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En l’actualitat ens trobem en un moment de grans canvis tecnològics, dels quals els nous dispositius 
mòbils, tals com smartphones o tablets, comencen a ser el principal focus d’atenció, tant per empreses 
com per fabricants i usuaris.  Cada vegada més les aplicacions per aquests dispositius esdevenen eines 
indispensables pel dia a dia de moltes persones. En particular, en el cas d’empreses que ofereixen 
serveis tècnics a domicili, el procés habitual de documentar el servei dut a terme amb la corresponent 
corroboració del client es pot automatitzar mitjançant tecnologia mòbil. 
En aquest projecte proposem un sistema de gestió d’aquest tipus de procés per el cas particular d’una 
empresa de serveis informàtics. El nostre sistema consta de dues components interconectades. Per una 
banda, la part de l’administrador dels serveis: un lloc web programat ad hoc amb tecnologia Django per 
l’empresa. Per l’altra, la part de la documentació del servei per part de l’operari de l’empresa: una 
aplicació mòbil amb Android, per a smartphones. 
Una contribució important d’aquest projecte és que el disseny de la part mòbil és prou flexible com per 
adaptar-se fàcilment a llocs web d’altres empreses que ofereixin serveis d’aquest tipus. 
Per a dur a terme aquest projecte hem contactat amb AD Systems, una empresa de Barcelona que 
ofereix serveis de manteniment, distribució i assessorament informàtic. En aquesta empresa es troba 
una situació ideal per a aplicar el concepte introduït, ja que en l’actualitat els operaris encarregats de 
realitzar les tasques de manteniment informàtic no usen eines tecnològiques en els desplaçaments als 
clients. En el seu lloc s’usen albarans de paper per a anotar els serveis oferts i les hores dedicades, els 
quals s’han d’introduir posteriorment al sistema de gestió disponible, la qual cosa suposa realitzar una 
tasca de forma duplicada i no segura, ja que existeix la possibilitat que algun paper es perdi o es llenci 
accidentalment. 
Una part important d’aquesta empresa de serveis d’assistència tècnica informàtica (SATI) són els 
operaris que s’encarreguen de mantenir la infraestructura informàtica dels clients. Amb el 
desenvolupament de l’aplicació per terminals mòbils s’agilitzaran els processos necessaris per a la 
realització de les seves tasques, com per exemple la gestió de tiquets per una reparació, manteniment, 
moviment de material, etc.  
Per altra banda, també és important la gestió que realitza l’encarregat de l’empresa i la seva interacció 
amb els operaris. L’aplicació web proposada que permetrà centralitzar tota la informació que es rebi per 
part dels operaris des dels terminals mòbils. Aquesta comunicació serà bidireccional, és a dir, es podrà 
rebre informació des dels mòbils i també enviar-ne. L’aplicació web serà accessible tant pels clients, com 
pels operaris i els gerents, per la qual cosa serà necessari el control de permisos i accessos.  A més, es 
desenvolupa des de zero, ja que actualment l’aplicació que utilitza l’empresa té mancances i 
característiques no actualitzades. No s’opta per adaptar-la perquè seria una tasca més llarga i amb 
pitjors resultats. 
Aquest sistema, ajudarà a assolir les tasques de l’empresa d’una forma més ràpida i eficient, mitjançant 
l’ús de les noves tecnologies. 
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Cal remarcar que, tot i que s’està encarant el projecte a una empresa d’àmbit tecnològic, no serà un 
sistema tancat, és a dir, es disposaran d’unes bones bases per a poder realitzar una futura exportació a 
d’altres àmbits i empreses. 
Així doncs, hem organitzat aquesta memòria com segueix. A la primera part, expliquem la creació d’una 
aplicació web, independent a l’aplicació mòbil, per la gestió d’un SATI. La segona part la dediquem a la 
creació d’una aplicació mòbil i modificacions en l’aplicació web per aconseguir un sistema integrat. 


















Aquesta part està dedicada al desenvolupament de l’aplicació web. S’han seguit els següents passos: 
 
- Reunió amb l’empresa per a obtenir un primer contacte amb l’àmbit de treball i definir el 
conjunt de requisits imprescindibles per al nou sistema. 
 
- Anàlisi i especificació: a partir de les dades obtingues a la reunió s’inicia el procés d’anàlisi i 
especificació, que conté una breu introducció a les funcionalitats disponibles, el model 
conceptual, els casos d’ús amb els actors corresponents i, finalment, els esbossos de la futura 
aplicació web. 
 
- Disseny: amb els requisits clars analitzats es procedeix a la realització dels diagrames de 
col·laboració, els de components, el patrons usats i el disseny de les interfícies. 
 
- Implementació: en aquest apartat s’estudien les tecnologies que es poden utilitzar i es 
seleccionen les més adients per a implementar l’aplicació web. 
 
- Proves: es descriuen el conjunt de proves realitzades per assegurar que l’aplicació web 
compleixi els requisits establerts. 
 
Les funcionalitats que defineixen l’aplicació web són les següents: 
- Usuaris: alta, baixa i modificació d’operaris, clients, grups i contractes. Per cada usuari (client i 
operari) es poden assignar permisos i grups. 
 
- Tiquets: alta, baixa i modificació de tiquets, seguiments de tiquets i albarans i enviament 
automàtic de correus electrònics al executar-se certes accions. Es permet realitzar per tres vies 
la introducció i edició de tiquets: web, email (mitjançant el processament automàtic de bústies 
de correu) i trucada telefònica. 
 
- Materials: alta, baixa i modificació de materials, manteniment d’estoc i de números de sèrie del 
material usat en els albarans. 
 
- Proveïdors: alta, baixa i modificació de proveïdors. 
 
- Esdeveniments: alta, baixa i modificació d’esdeveniments, com poden ser alertes de tasques 
periòdiques que ha de realitzar un operari, i enviament automàtic de correus electrònics en la 
seva activació. 
 
- Països: consulta de ciutats i províncies en l’alta de direccions físiques als usuaris. 
 
- Configuració: configuració de paràmetres, tals com activar/desactivar l’enviament automàtic de 




En els següents apartats s’explicaran amb més profunditat aquestes característiques i es veurà com 
s’han analitzat, dissenyat i finalment implementat. 
Per facilitar la lectura d’aquest document presentem (a l’Apèndix B) un glossari dels termes més 







I. 1. Anàlisi i especificació 
1.1. Aplicacions 
 
Per al desenvolupament del lloc web s’ha utilitzat la tècnica de l’anàlisi descendent, pel qual s’ha dividit 
el problema en subproblemes més petits, aconseguint així facilitar la seva resolució. Aquesta 
aproximació, a més, s’adapta perfectament a la manera de treballar del framework Django (veure 
apartat de tecnologies per a obtenir més informació d’aquest framework), el qual permet crear petites 
aplicacions integrades en l’aplicació principal. En el nostre cas, cada aplicació es correspon amb un 
subproblema. 
A partir d’aquest punt es fa referència a clients, operaris i administradors per a explicar quins rols 
desenvolupen cadascú. Majoritàriament distingirem entre client i operari, tenint present que 
l’administrador pot realitzar qualsevol acció. En els casos en que una d’aquestes accions només pugui 
ser desenvolupada per un administrador s’indicarà explícitament.  
 
Aplicació de comptes d’Usuari 
 
Aquesta aplicació permet gestionar els usuaris que poden usar l’aplicació web. La creació d’aquests 
usuaris només la pot dur a terme un administrador. El motiu és que ens trobem davant d’una aplicació 
per ús exclusiu de l’empresa que l’ha sol·licitat i els seus clients. Per aquesta raó no existeix la 
possibilitat d’un registre d’usuaris públic. Tampoc s’ofereix la possibilitat que els clients es pugin 
registrar, sinó que és l’encarregat de l’empresa el responsable de crear els usuaris quan disposen de 
nous clients. 
Es poden distingir dos tipus d’usuaris: els clients i els operaris. En els dos casos existeix una informació 
que es considera comuna: nom d’usuari amb el qual s’accedirà a l’aplicació, contrasenya i email. Per 
altra banda, d’un client es demana: nom i cognoms de la persona de contacte, nom corporatiu del client, 
NIF, carrer, codi postal, província, població, telèfon i fax. Mentre que de l’operari es demana: nom i 
cognoms de l’operari, carrer, codi postal, província, població i telèfon. 
Una altra característica de l’aplicació de comptes d’usuari és la gestió de permisos i grups. Aquesta 
característica aporta una gran flexibilitat a l’aplicació principal, ja que permet indicar de cada usuari 
quines aplicacions pot usar, i de cada una d’elles quines accions pot executar. Per exemple, ens pot 
interessar que un operari pugui crear, canviar i llistar albarans, mentre que potser necessitem que un 
segon operari només els pugi llistar. Doncs bé, això és possible gràcies a la gestió de permisos. La part de 
gestió de grups serveix per agrupar un conjunt de permisos per poder aplicar-los unitàriament als 
usuaris.  
Inicialment l’aplicació disposarà de dos grups preconfigurats: operaris i empreses (equivalent a client). 
Cal remarcar que a les aplicacions que es descriuen a continuació es fa referència als permisos que 
tenen disponibles els operaris i els clients, els quals es corresponen als configurats en els grups 
mencionats anteriorment. Així doncs, s’ha de tenir present que no ens trobem davant d’un sistema rígid, 
sinó que la flexibilitat d’aquest dependrà de com es configurin els permisos. 
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Quant als clients, existeix una funcionalitat per a gestionar els contractes que tenen amb l’empresa. 
D’un contracte ens interessa: data d’inici, data de finalització, tipus de contracte i hores contractades. 
Un client només pot tenir un contracte vigent alhora i es manté un històric dels no vigents. El còmput 
d’hores contractades dels contractes no vigents i el vigent ofereix el nombre d’hores totals que té 
disponible un client per a poder rebre els serveis tècnics de l’empresa. Aquestes hores es comparen amb 
les indicades en els albarans, càlcul que ens indica si el client té hores disponibles o per contra ha usat 
totes les que tenia contractades. 
L’administrador pot activar o desactivar els dos tipus d’usuaris, per a permetre o denegar l’accés a 
l’aplicació de forma temporal, sense haver d’eliminar-los. 
 
Aplicació de Tiquets 
 
És una de les aplicacions més importants, ja que implementarà la part principal de l’aplicació web, que 
és la creació i gestió dels tiquets. És un mitjà per comunicar els clients i l’empresa encarregada d’oferir el 
servei tècnic. Així doncs, els clients poden crear nous tiquets per a notificar a l’empresa les incidències 
que puguin sorgir. D’altra banda, també serveix per a què l’empresa tingui un millor control de les 
incidències i pugui comunicar-se més fàcilment amb el client, que en tot moment podrà conèixer el 
progrés de la gestió dels seus tiquets. 
Per a recollir la informació més precisa possible es requereix: el resum de l’assumpte, per a conèixer 
ràpidament la naturalesa del tiquet; el detall de l’assumpte, per a què el client pugui facilitar el màxim 
de detalls per ajudar a resoldre la incidència; la prioritat, que indica la gravetat de la incidència; el client 
sol·licitant i l’operari assignat.  
La creació d’un nou tiquet pot ser iniciada per dos tipus d’usuaris diferents: un client i un operari. En el 
primer cas no se sol·licita el client sol·licitant (el propi sistema ja té coneixement de quin client està 
obrint el tiquet) ni l’operari assignat (un client no pot decidir quin operari s’encarregarà de gestionar un 
tiquet). En el segon cas se sol·licita tota la informació. Per requeriments de l’empresa els operaris poden 
assignar tiquets a altres operaris. 
Per a la creació dels tiquets es poden seguir tres vies:  
 Web: el client pot accedir a una aplicació web a on pot crear el tiquet. 
 Email: permet que el client enviï un correu electrònic convencional a una bústia de correu. 
Posteriorment, mitjançant l’execució d’una tasca periòdica, es comprova aquesta bústia i es crea 
automàticament un nou tiquet. També es permet enviar consultes de tiquets preexistents. En 
aquests casos el sistema ho detecta i actualitza el tiquet associat, enlloc d’obrir-ne un de nou. 
Per evitar possible spam només es processaran aquells correus l’emissor dels quals correspongui 
a algun dels clients introduïts al sistema.    
 Telèfon: l’operari pot obrir un nou tiquet accedint a l’aplicació web i introduint les dades que el 
client indiqui per telèfon. 
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En tots els casos s’envien emails de confirmació (creació, modificació i tancament de tiquets) 
automàtics. Més endavant s’explica aquesta funcionalitat. 
Els clients poden llistar els tiquets dels quals en siguin propietari, mentre que els operaris els poden 
llistar tots, tan si els tenen assignats com si no. Per altra banda, un tiquet només el pot eliminar 
l’administrador. 
Cada tiquet té associat el concepte de “Seguiment”, que serveix per a enregistrar totes les accions que 
es realitzin sobre el tiquet. Per exemple, indica qui, quan i com va crear el tiquet, el canvi de prioritat, el 
canvi d’operari assignat, el canvi d’estat, etc. D’aquesta manera tant el client com l’empresa poden 
disposar d’un històric de les accions realitzades. També serveix per a comunicar-se, ja que es poden 
enviar missatges que es visualitzaran com a part del seguiment. Aquesta comunicació pot ser privada o 
pública. En el cas que sigui privada només l’operari pot visualitzar la informació, mentre que si és pública 
tant l’operari com el client poden visualitzar-la. El concepte de missatge privat és útil per a anotar 
informació rellevant que l’operari ha usat i que no és d’utilitat pel client, o per exemple, si es canvia 
d’operari que aquest pugui llegir informació que l’anterior operari li hagi deixat. 
Tal com s’ha introduït, existeix el concepte “estat”, que indica en quina situació es troba un tiquet. A 










Figura 1.1: Diagrama d’estats 
 
Un tiquet nou sempre està amb estat obert i es manté així fins que es resolgui o es tanqui. També es 
podria disposar d’altres estats per indicar quan un tiquet és nou i no està assignat o quan està en 
espera, entre d’altres. Aquí s’ha optat per simplificar els estats per a facilitar-ne la comprensió i usar 
altres mecanismes, com per exemple visualitzar un camp que ens indica si el tiquet està assignat. Un 
tiquet resolt és aquell que s’ha solucionat i que està pendent que el client confirmi la correcta resolució 
o bé que estigui pendent d’alguna altra gestió. Per altra banda, quan es marca com a tancat es considera 
finalitzat, és a dir, s’ha resolt i no hi ha cap més acció a realitzar. Excepcionalment es pot sol·licitar la 
revisió d’un tiquet tancat, en aquests casos passa a l’estat de reobert.   
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Una altra funcionalitat de l’aplicació de tiquets és la gestió d’albarans. Aquests poden associar-se a un 
tiquet o ser independents. La informació que es sol·licita és: el client al que va dirigit l’albarà, l’operari 
que l’ha creat, la informació principal, el material usat i el temps a facturar. Un albarà pot ser creat i 
modificat pels operaris. Els clients només en poden visualitzar la informació d’aquells que tinguin 
assignats. En el cas en què s’usi material es permet introduir el número de sèrie del producte, per així 
poder mantenir un futur control de garanties de cada un d’ells, a part d’actualitzar l’estoc real. 
Com a darrera característica de l’aplicació de tiquets es troba la generació d’estadístiques. La utilitat 
d’aquesta funcionalitat és la d’aportar coneixement a partir de les dades que es van introduint a 
l’aplicació, com per exemple, generar una gràfica que resumeixi el número de tiquets per estat o quins 
operaris han realitzat més tiquets.    
 
Aplicació de Materials 
 
Aquesta aplicació serveix per a mantenir l’estoc de material de l’empresa. La informació que es demana 
és: nom del material, codi identificatiu, quantitat disponible, preu unitari, data de compra i el proveïdor 
al qual s’ha comprat. Aquest material és el que estarà disponible en el moment de crear un albarà. 
Inicialment l’operació de creació, modificació i eliminació de material només està disponible per 
l’administrador. 
 
Aplicació de Proveïdors 
 
La funcionalitat principal és la de mantenir els proveïdors que subministren el material a l’empresa, dels 
quals es demana la següent informació: nom del proveïdor, direcció física, telèfon, correu electrònic i 
persona de contacte. 





L’objectiu d’aquesta aplicació és la d’oferir un sistema intern de control de tasques periòdiques per 
l’empresa. La funcionalitat principal és la de crear tasques amb periodicitat diària, setmanal o mensual 
que l’empresa ha de realitzar i notificar via email al responsable de la tasca en el moment en què s’hagin 
de dur a terme. Dit d’una altra manera, és una agenda que avisa els operaris quan és necessari realitzar 
una tasca preestablerta. La informació que se sol·licita en la creació d’un esdeveniment és: data d’inici, 
data de finalització (és possible no indicar aquest paràmetre, en tal cas es considera una tasca sense 
límit), periodicitat de la repetició, hora d’inici, operari encarregat de realitzar la tasca i informació 
rellevant de la seva finalitat. 
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Quan es genera un nou esdeveniment es crea una tasca al sistema operatiu la qual s’encarrega 
d’executar, amb la periodicitat indicada, el programa responsable de revisar l’esdeveniment i enviar el 
correu electrònic corresponent. La tasca creada al sistema operatiu dependrà d’aquest, essent, per 
exemple, un cronjob si treballem amb Linux. També és possible desactivar temporalment un 
esdeveniment, sense arribar a esborrar-lo. 
Així doncs, com que s’està parlant d’una eina per ús intern de l’empresa, la gestió d’aquesta només està 
permesa pels operaris. 
 
Aplicació de Països 
 
Aquesta és una petita aplicació per llistar noms de províncies i ciutats, associant les darreres amb les 
províncies corresponents. Aquesta informació s’utilitza en l’assignació d’una direcció física a un usuari. 
Inicialment l’aplicació té carregades totes les províncies i ciutats d’Espanya. 
 
Aplicació de Configuració 
 
La funcionalitat d’aquesta aplicació és la d’oferir eines gràfiques a l’administrador per a configurar els 
paràmetres disponibles de l’aplicació, tals com les dades de les bústies de correu electrònic o 















1.3. Casos d’ús 
Actors 
 
Tal com s’ha vist fins ara s’identifiquen tres actors principals: clients, operaris i administradors.  
Client: principalment disposa de les funcionalitats bàsiques per a treballar amb tiquets i albarans. En tot 
cas, la informació amb la qual pot tractar sempre es limita a l’associada amb el propi client. 
Operari: disposa de funcionalitats avançades per a treballar amb tiquets, albarans i esdeveniments i 
llistar clients. En aquest cas l’operari pot tractar amb la informació corresponent a tots els clients. 
Administrador: disposa de totes les funcionalitats, sense restriccions. De cara a l’aplicació un 
administrador és un altre operari, però amb permisos especials. El motiu és que els administradors 
també poden actuar com operaris, per exemple, resolent tiquets o creant albarans. 
A continuació, es mostra un resum de les aplicacions disponibles i els permisos associats a cada actor. 
Cal recordar que aquesta és una configuració inicial preestablerta, i que gràcies al sistema de gestió de 
permisos i grups es pot modificar en qualsevol moment.  
 
ACTOR GRUP APLICACIONS DISPONIBLES PERMISOS 








Operari Operari Tiquet 
 










Administrador - Totes Tots 




Diagrama de casos d’ús 
 
A continuació es mostra el diagrama de casos d’ús. Per a facilitar-ne la comprensió no es mostren els 
casos d’ús corresponents a eliminar,modificar i llistar. Es considera que són casos d’ús molt similars i, 
que en aquells casos que la seva funcionalitat sigui diferent, es descriuran més detalladament.  
 
 





En aquest apartat s’expliquen més detalladament els casos d’ús introduïts en l’apartat anterior. 
Recordem que s’han considerat inclosos implícitament els casos d’ús corresponents a eliminar, 
modificar i llistar. També s’ha dit que aquells que tinguin un comportament diferent es detallaran, per la 
qual cosa és possible que es mostrin casos d’ús que no apareixen en l’apartat anterior. Quant a les 
eliminacions i modificacions, el comportament normal és l’eliminació directa dels objectes sol·licitats i la 
modificació d’algun atribut, respectivament.  
Així doncs, els casos d’ús més importants són: 
Cas d’ús: Crear tiquet 
Actors: Administrador, Operari, Client 
Propòsit: Introduir un nou tiquet al sistema. 
Resum: S’introdueixen les dades corresponents a un tiquet i se sol·licita l’emmagatzematge al sistema. 
La introducció de les dades es pot efectuar mitjançant un formulari web o amb l’enviament d’un correu 
electrònic a una bústia de correu. L’estat inicial del tiquet és OBERT i s’associa a un client i a un operari 
(en el cas que s’especifiqui). En finalitzar la introducció es crea un nou seguiment associat al tiquet, que 
indica qui,quan i com s’ha obert. A més, si l’opció és activada, s’envia un email de confirmació. 
 
Cas d’ús: Crear seguiment tiquet 
Actors: Administrador, Operari, Client 
Propòsit: Introduir un nou seguiment de tiquet al sistema. 
Resum: S’introdueixen les dades corresponents a un seguiment associat a un tiquet existent i se sol·licita 
l’emmagatzematge al sistema. En el cas que la introducció sigui realitzada per un client, el nou 
seguiment es configura amb visibilitat pública, en cas contrari, es pot escollir. Els administrador i els 
operaris poden canviar l’estat del tiquet associat mitjançant el nou seguiment. Si l’opció és activada 
s’envia un email de notificació. 
 
Cas d’ús: Canviar estat d’un tiquet 
Actors: Administrador, Operari 
Propòsit: Canviar l’estat d’un tiquet. 
Resum: Es canvia l’estat d’un tiquet existent al sistema. Els possibles canvis d’estat segueixen el 
diagrama d’estats que s’ha mostrat anteriorment. Si l’opció és activada i el nou estat és TANCAT s’envia 
un email de notificació. 
 
Cas d’ús: Assignar tiquet 
Actors: Administrador, Operari 
Propòsit: Assignar un tiquet a un operari. 
Resum: S’assigna un tiquet existent al sistema a un operari (recordar que també es pot assignar a un 
administrador, ja que també té el rol d’operari). 
 
Cas d’ús: Crear material 
Actors: Administrador 
Propòsit: Introduir un nou material al sistema. 
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Resum: S’introdueixen les dades corresponents a un material i se sol·licita l’emmagatzematge al 
sistema. El nou material s’associa a un proveïdor. 
 
Cas d’ús: Crear proveïdor 
Actors: Administrador 
Propòsit: Introduir un nou proveïdor al sistema. 
Resum: S’introdueixen les dades corresponents a un proveïdor i se sol·licita l’emmagatzematge al 
sistema. 
 
Cas d’ús: Crear contracte 
Actors: Administrador 
Propòsit: Introduir un nou contracte al sistema. 
Resum: S’introdueixen les dades corresponents a un contracte i se sol·licita l’emmagatzematge al 
sistema. El nou contracte s’associa a un client existent al sistema i només es pot crear en el cas que no 
n’existeixi un de vigent, és a dir, donat un client i un període de temps només pot existir un contracte 
vigent. 
 
Cas d’ús: Crear esdeveniment 
Actors: Administrador, Operari 
Propòsit: Introduir un nou esdeveniment al sistema. 
Resum: S’introdueixen les dades corresponents a un esdeveniment i se sol·licita l’emmagatzematge al 
sistema. El nou esdeveniment s’associa a un operari. Un cop introduït al sistema es crea un cronjob 
configurat amb les dades introduïdes, el qual s’encarregarà d’executar periòdicament l’esdeveniment 
introduït. 
 
Cas d’ús: Crear usuari 
Actors: Administrador 
Propòsit: Introduir un nou usuari al sistema. 
Resum: S’introdueixen les dades corresponents a un usuari i se sol·licita l’emmagatzematge al sistema. 
En el moment de la introducció de les dades es pot escollir si l’usuari es correspon amb un client o un 
operari.  
 
Cas d’ús: Crear albarà 
Actors: Administrador, Operari 
Propòsit: Introduir un nou albarà al sistema. 
Resum: S’introdueixen les dades corresponents a un albarà o bé s’introdueixen a partir d’un tiquet 
existent i se sol·licita l’emmagatzematge al sistema. El nou albarà s’associa a un client, a un operari i a 
material en el cas que se n’utilitzi, i en aquests casos s’actualitza l’estoc de material. Si la introducció 
s’ha fet a partir d’un tiquet aquest s’associa amb el nou albarà. Si l’opció és activada s’envia un email de 
notificació. 
 
Cas d’ús: Crear grup 
Actors: Administrador 
Propòsit: Introduir un nou grup al sistema. 
Resum: S’introdueixen les dades corresponents a un grup i se sol·licita l’emmagatzematge al sistema. En 
el moment de la seva introducció es poden escollir els permisos que tindrà associat. 
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Cas d’ús: Assignar permís 
Actors: Administrador 
Propòsit: Assignar permisos a un usuari. 
Resum: Se seleccionen, d’una llista, els permisos dels quals disposarà un usuari. 
 
Cas d’ús: Assignar grup 
Actors: Administrador 
Propòsit: Assignar grups a un usuari. 
Resum: Se seleccionen, d’una llista, els grups als quals pertanyerà un usuari. S’associa cada grup a 
l’usuari seleccionat. 
 
Cas d’ús: Configurar opció 
Actors: Administrador 
Propòsit: Configurar les opcions de l’aplicació. 
Resum: Escollir els atributs de les opcions disponibles de configuració de l’aplicació. 
 
Cas d’ús: Llegir bústia de correu. 
Actors: Sistema 
Propòsit: Llegir una bústia de correu en cerca de nous tiquets o modificacions de tiquets existents.  
Resum: Es llegeix una bústia de correu predeterminada i s’analitzen els correus no llegits. En el cas de 
trobar un correu amb un emissor corresponent a un client es crea un nou tiquet amb la informació 
llegida. Per altra banda, si l’assumpte del correu segueix un format preestablert i es correspon amb un 
tiquet existent al sistema es crea un nou seguiment d’aquest. En tots dos casos, si l’opció és activada, 
s’envia un email de confirmació. 
 
Cas d’ús: Llistar materials 
Actors: Administrador, Operari 
Propòsit: Llistar materials. 
Resum: Visualitza la informació dels materials existents al sistema, sense possibilitat de modificacions, 
només amb opció de lectura. 
 
Cas d’ús: Llistar empreses 
Actors: Administrador, Operari 
Propòsit: Llistar empreses. 
Resum: Visualitza la informació de les empreses existents al sistema, sense possibilitat de modificacions, 
només amb opció de lectura. 
 
Cas d’ús: Llistar albarans 
Actors: Administrador, Operari, Client 
Propòsit: Llistar albarans. 
Resum: Visualitza la informació dels albarans existents al sistema, sense possibilitat de modificacions, 
només amb opció de lectura. En el cas que l’actor sigui un client només es visualitzen els albarans 






Cas d’ús: Eliminar tiquet 
Actors: Administrador 
Propòsit: Eliminar un tiquet. 
Resum: Eliminació d’un tiquet existent i la informació associada. Com que no és una acció habitual 
(interessa mantenir l’històric dels tiquets realitzats), només l’administrador pot realitzar aquesta acció. 
 
Cas d’ús: Eliminar albarà 
Actors: Administrador 
Propòsit: Eliminar un albarà. 
Resum: Eliminació d’un albarà existent al sistema i actualització de l’estoc segons el material usat. 
 
 
Esdeveniments de sistema 
 
Com s’ha vist fins ara l’aplicació descrita s’usa per un ús intern de l’empresa i els clients que té en 
cartera. Així doncs, totes les interaccions amb el sistema requereixen està identificat prèviament. Els 
esdeveniments de sistema que permeten aquesta característica són: login(usuari,contrasenya) i 
logout(). Per tant, aquests dos esdeveniments són necessaris en tots els diagrames de seqüència. 
Finalment s’ha decidit que, donada la repetició, no es mostraran explícitament, sinó que se sobreentén 
que estan inclosos i que són necessaris. Quan ens referim a o:Operari o c:Client és informació de l’usuari 
identificat i actiu que emmagatzema la funció login. 
 
Cas d’ús: Crear tiquet 
 
Nom: nouTiquet(assumpte,descripció,client,email_client,operari,prioritat) 
Propòsit: Introduir un nou tiquet al sistema. 
Precondicions: 
1. El valor d’assumpte i descripció no és buit. 
2. El client existeix al sistema. 
3. L’operari existeix al sistema, en el cas que se’n seleccioni un. 
4. El valor d’email_client no és buit. 
5. El valor de prioritat ha de ser: BAJA, MITJANA o ALTA. 
Postcondicions: 
1. Es crea t:Tiquet amb els valors passats per paràmetre. 
2. L’atribut “data_obertura” i “data_modificació” de t:Tiquet és la data actual. 
3. L’atribut “estat” de t:Tiquet és OBERT. 
4. Es crea s:SeguimentTiquet amb la informació corresponent per a indicar la creació d’un nou 
tiquet.  
5. L’atribut “data” de s:SeguimentTiquet és el valor de l’atribut “data_obertura” de t:Tiquet. 
6. L’atribut “és_públic” de s:SeguimentTiquet és “true”. 
7. Es lliga t:Tiquet amb s:SeguimentTiquet a través de l’associació “seguiment”. 
8. Es lliga t:Tiquet amb client:Client a través de l’associació “pertany_a”. 
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9. Si operari no és buit es lliga t:Tiquet amb operari:Operari a través de l’associació 
“assignat_a”. 
10. Es lliga s:SeguimentTiquet amb operari:Operari o client:Client a través de l’associació 
“seguiment_per” o “seguiment_client”, respectivament. 
11. Si l’opció de configuració d’enviament d’emails en la creació de nous tiquets és activada, 
s’envia un email de notificació. 
 
Cas d’ús: Crear seguiment tiquet 
 
Nom: nouSeguiment(comentari,nou_estat,és_públic,tiquet) 
Propòsit: Introduir un nou seguiment de tiquet al sistema. 
Precondicions: 
1. El tiquet existeix al sistema. 
2. El valor de nou_estat ha de ser un dels possibles valors d’estats depenent de l’estat actual. 
Aquests es poden extreure del diagrama d’estats que s’ha vist anteriorment. 
3. El valor de és_públic ha de ser “true” o “false”. 
Postcondicions: 
1. Es crea s:SeguimentTiquet amb els valors passats per paràmetre. 
2. L’atribut “data” de s:SeguimentTiquet és la data actual. 
3. L’atribut “títol” de s:SeguimentTiquet s’assigna segons quins atributs s’han modificat del 
tiquet. 
4. Si l’atribut “nou_estat” de s:SeguimentTiquet és diferent a l’atribut “estat” de tiquet:Tiquet 
es modifica amb el valor de “nou_estat”. 
5. L’atribut “data_modificació” de tiquet:Tiquet és la data actual. 
6. Es lliga tiquet:Tiquet amb s:SeguimentTiquet a través de l’associació “seguiment”. 
7. Es lliga s:SeguimentTiquet amb o:Operari o c:Client a través de l’associació “seguiment_per” 
o “seguiment_client”, respectivament. 
8. Si l’opció de configuració d’enviament d’emails en l’actualització de tiquets és activada i el 
valor de és_públic és “true”, s’envia un email de notificació. 
 
Cas d’ús: Canviar estat d’un tiquet 
 
Nom: canviarEstatTiquet(tiquet,nou_estat) 
Propòsit: Canviar l’estat d’un tiquet. 
Precondicions: 
1. El tiquet existeix al sistema. 
2. El valor nou_estat correspon als valors permesos d’estats i segueix la casuística del diagrama 
d’estats mostrat anteriorment. 
3. El valor de nou_estat és diferent al valor d’estat del tiquet indicat per paràmetre. 
Postcondicions: 
1. El valor “estat” del tiquet:Tiquet és nou_estat. 
2. El valor “data_modificació” del tiquet:Tiquet és la data actual. 




4. Es lliga el tiquet:Tiquet amb s:SeguimentTiquet a través de l’associació “seguiment”. 
5. Si el valor nou_estat és TANCAT i l’opció de configuració d’enviament d’emails en 
l’actualització de tiquets és activada, s’envia un email de notificació. 
 
Cas d’ús: Assignar tiquet 
 
Nom: assignarTiquet(tiquet,operari) 
Propòsit: Assignar un tiquet a un operari. 
Precondicions: 
1. El valor de tiquet correspon a un tiquet existent al sistema. 
2. El valor d’operari correspon a un operari existent al sistema. 
Postcondicions: 
1. El valor “data_modificació” del tiquet:Tiquet és la data actual. 
2. Es lliga el tiquet:Tiquet amb l’operari:Operari indicat per paràmetre a través de l’associació 
“assignat_a”. 
3. Es crea s:SeguimentTiquet amb la informació corresponent per indicar la modificació d’un 
tiquet.  
4. Es lliga el tiquet:Tiquet amb s:SeguimentTiquet a través de l’associació “seguiment”. 
5. Si l’opció de configuració d’enviament d’emails en l’actualització de tiquets és activada, 
s’envia un email de notificació. 
 
Cas d’ús: Crear material 
 
Nom: nouMaterial(nom,número_producte,quantitat,preu,data_compra,proveïdor) 
Propòsit: Introduir un nou material al sistema. 
Precondicions: 
1. El valor de nom no és buit i no existeix un altre producte al sistema amb el mateix nom. 
2. La longitud del codi_producte, si s’indica, no és superior a 30 caràcters. 
3. El valor de quantitat no és buit i és un número més gran o igual a 0. 
4. El valor de preu no és buit i és un número. 
5. El valor de data_compra, si s’indica, és una data vàlida. 
6. El proveïdor existeix al sistema. 
Postcondicions: 
1. Es crea m:Material amb els valors passats per paràmetre. 
2. Es lliga m:Material amb el proveïdor:Proveïdor indicat a través de l’associació “comprat_a”. 
 
Cas d’ús: Crear proveïdor 
 
Nom: nouProveïdor(nom,carrer,telèfon,persona_contacte,email) 
Propòsit: Introduir un nou proveïdor al sistema. 
Precondicions: 
1. El valor de nom no és buit i no existeix un altre proveïdor al sistema amb el mateix nom. 
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2. El valor de carrer no és buit. 
3. El valor de telèfon no és buit i té un format vàlid. 
4. El valor d’email no és buit i és una direcció de correu vàlida. 
Postcondicions: 
1. Es crea p:Proveïdor amb els valors passats per paràmetre. 
 
Cas d’ús: Crear contracte 
 
Nom: nouContracte(data_inici,data_finalització,tipus,hores_contractades,client) 
Propòsit: Introduir un nou contracte al sistema. 
Precondicions: 
1. El client existeix al sistema 
2. El client no té un contracte vigent. 
3. El valor data_inici no és buit i és una data vàlida. 
4. El valor data_finalització, si s’indica, no és buit, és una data vàlida i no és inferior a la 
data_inici. 
5. El tipus ha de ser: FIX o PACK. 
6. El valor d’hores_contractades no és buit i és un número. 
Postcondicions: 
1. Es crea cv:ContracteVigent amb els valors passats per paràmetre com a concepte associatiu 
entre el període passat per paràmetre (data_inici i data_finalització) i el client:Client. 
2. L’atribut “vàlid” de cv:ContracteVigent és “true”. 
 
 
Cas d’ús: Crear esdeveniment 
 
Nom: nouEsdeveniment(data_inici,data_fi,hora_inici,missatge,periodicitat,operari) 
Propòsit: Introduir un nou esdeveniment al sistema. 
Precondicions: 
1. El valor de data_inici no és buit i és una data vàlida. 
2. El valor de data_fi, si s’indica, és una data vàlida i és superior o igual al valor de data_inici. 
3. El valor d’hora_inici no és buit i és una hora vàlida. 
4. El valor de missatge no és buit. 
5. El valor de periodicitat ha de ser: SETMANAL, DIARI o MENSUAL. 
6. L’operari existeix al sistema. 
Postcondicions: 
1. Es crea e:Esdeveniment amb els valors passats per paràmetre. 
2. L’atribut “està_actiu” d’e:Esdeveniment és “true”. 
3. Es lliga e:Esdeveniment amb operari:Operari a través de l’associació “informa_a”. 
4. Es crea al sistema operatiu una tasca programada (més concretament i en aquest cas, un 











Propòsit: Introduir un nou usuari al sistema. 
Precondicions: 
1. El valor de nom_usuari no és buit i no existeix un usuari al sistema amb el mateix nom. 
2. El valor d’email no és buit, és una direcció vàlida i no existeix al sistema un usuari amb la 
mateixa direcció. 
3. El valor de contrasenya no és buit. 
4. El valor de repetir_contrasenya no és buit i és igual al valor de contrasenya. 
5. El valors de nom i cognom no són buits. 
6. El valor de nom_corporatiu, si s’indica, no és buit i no existeix al sistema un client amb el 
mateix nom_corporatiu. 
7. El valor de nif no és buit i és un nif vàlid. 
8. El valor de carrer no és buit. 
9. El valor de cp no és buit i és un codi postal vàlid. 
10. El valor de telèfon no és buit i és un número de telèfon vàlid. 
11. El valor de fax, si s’indica, és un número de fax vàlid. 
12. El valor de província existeix al sistema 
13. El valor de població existeix al sistema i pertany a la província indicada. 
14. El valor ésOperari no és buit i és “true” o “false”. 
Postcondicions: 
1. Si el valor d’ésOperari és “true” es crea o:Operari amb els valors passats per paràmetre: 
carrer,cp i telèfon. 
2. Si el valor d’ésOperari és “false” es crea c:Client amb els valors passats per paràmetre: 
nom_corporatiu,nif,carrer,cp,telèfon i fax. 
3. L’atribut “està_actiu” d’u:Usuari és “true”. 
4. Es lliga o:Operari o c:Client amb ciutat a través de l’associació “operari_resideix” o 
“client_resideix”, respectivament. 
 
Cas d’ús: Crear albarà 
 
Nom: nouAlbarà(client,operari,informació,temps_facturat,tiquet) 
Propòsit: Introduir un nou albarà al sistema. 
Precondicions: 
1. El client existeix al sistema. 
2. L’operari existeix al sistema. 
3. El valor de temps_facturat no és buit i el format és vàlid (hores). 
4. En els casos que s’indiqui un tiquet aquest ha d’existir al sistema. 
5. No existeix un albarà actiu. 
Postcondicions: 
1. Es crea a:Albarà amb els valors passats per paràmetre. 
2. L’atribut “data” d’a:Albarà és la data actual. 
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3. Es lliga a:Albarà amb client:Client a través de l’associació “facturat_a”. 
4. Es lliga a:Albarà amb operari:Operari a través de l’associació “creat_per”. 
5. Si el valor tiquet no és buit es lliga a:Albarà amb tiquet:Tiquet a través de l’associació 
“té_associat”. 
6. L’albarà passa a estar actiu. 
 
Nom: assignarMaterials(material,número_sèrie) 
Propòsit: Assignar a un albarà els materials usats. 
Precondicions:  
1. Existeix un albarà actiu. 
2. El material existeix al sistema. 
Postcondicions: 
1. Es lliga material:Material amb a:Albarà actiu a través de l’associació “s’usa”. 
2. Si el valor de número_sèrie no és buit s’emmagatzema en l’associació “s’usa”. 
3. El valor “quantitat” de material:Material disminueix una unitat. 
4. Existeix un albarà actiu. 
 
Nom: fiAlbarà() 
Propòsit: Desactivar un albarà actiu. 
Precondicions: 
1. Existeix un albarà actiu. 
Postcondicions: 
1. Si l’opció de configuració d’enviament d’emails en la creació d’albarans és activada, s’envia 
un email de notificació. 
2. No existeix un albarà actiu. 
 
Figura 1.4: Diagrama de seqüència Crear Albarà 
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Cas d’ús: Crear grup 
 
Nom: nouGrup(nom) 
Propòsit: Introduir un nou grup al sistema. 
Precondicions: 
1. El valor de nom no és buit i no existeix al sistema un grup amb el mateix nom. 
2. No existeix un grup actiu. 
Postcondicions: 
1. Es crea g:Grup amb el valor passat per paràmetre. 
2. El grup passa a estar actiu. 
 
Nom: assignarPermisos(permís) 
Propòsit: Assignar permisos a un grup. 
Precondicions: 
1. Existeix un grup actiu. 
2. El permís existeix al sistema. 
Postcondicions: 
1. Es lliga permís:Permís amb g:Grup actiu a través de l’associació “permisos_grup”. 
2. Existeix un grup actiu. 
 
Nom: fiGrup() 
Propòsit: Desactivar un grup actiu. 
Precondicions: 
1. Existeix un grup actiu. 
Postcondicions: 
1. No existeix un grup actiu. 
 
Figura 1.5: Diagrama de seqüència Crear grup 
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Cas d’ús: Assignar permís 
 
Nom: escollirUsuari(usuari) 
Propòsit: Seleccionar un usuari del sistema. 
Precondicions: 
1. L’usuari existeix al sistema. 
2. No existeix un usuari actiu. 
Postcondicions: 
1. L’usuari passa a estar actiu. 
 
Nom: assignarPermisosUsuari(permís) 
Propòsit: Assignar permisos a un usuari. 
Precondicions: 
1. Existeix un usuari actiu. 
2. El permís existeix al sistema. 
Postcondicions: 
1. Es lliga permís:Permís amb usuari:Usuari actiu a través de l’associació “dispossa_de”. 
2. Existeix un usuari actiu. 
 
Nom: fiAssignarPermís() 
Propòsit: Desactivar un usuari actiu. 
Precondicions: 
1. Existeix un usuari actiu. 
Postcondicions: 
1. No existeix un usuari actiu. 
 
Figura 1.6: Diagrama de seqüència Assignar permís 
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Cas d’ús: Assignar grup 
 
Nom: escollirUsuari(usuari) 
Propòsit: Seleccionar un usuari del sistema. 
Precondicions: 
1. L’usuari existeix al sistema. 
2. No existeix un usuari actiu. 
Postcondicions: 
1. L’usuari passa a estar actiu. 
 
Nom: assignarGrupsUsuari(grup) 
Propòsit: Assignar grups a un usuari. 
Precondicions: 
1. Existeix un usuari actiu. 
2. El grup existeix al sistema. 
Postcondicions: 
1. Es lliga grup:Grup amb usuari:Usuari actiu a través de l’associació “té”. 
2. Existeix un usuari actiu. 
 
Nom: fiAssignarGrups() 
Propòsit: Desactivar un usuari actiu. 
Precondicions: 
1. Existeix un usuari actiu. 
Postcondicions: 
2. No existeix un usuari actiu. 
 
 
Figura 1.7: Diagrama de seqüència Assignar grup 
33 
 
Cas d’ús: Configurar opció 
 
Nom: modificarConfiguració(opcions_enviament_emails,opcions_bustia_correu) 
Propòsit: Configurar les opcions de l’aplicació. 
Precondicions: 
1. Els valors d’opcions_enviament_emails i d’opcions_bustia_correu són vàlids (s’han resumit 
tots els atributs de configuració ja que en aquest punt no ens interessa conèixer 
detalladament quins són i la seva finalitat). 
2. Existeix una c:Configuració al sistema (singleton).  
Postcondicions: 
1. Es modifiquen els valors dels atributs de c:Configuració amb els valors passats per 
paràmetre. 
 
Cas d’ús: Llegir bústia de correu 
 
Nom: llegirBústiaCorreu() 
Propòsit: Llegir una bústia de correu en la recerca de nous tiquets o modificacions de tiquets existents. 
Precondicions: 
1. Els valors de la configuració del sistema corresponents a la bústia de correu per la recepció 
de tiquets via email estan configurats i són vàlids (són d’un correu existent, amb accés, 
etc..). 
2. L’opció de la configuració del sistema de la creació de tiquets via email és “true”. 
3. Existeix al sistema operatiu un cronjob encarregat d’executar-se periòdicament per a cridar 
la funció llegirBústiaCorreu(). 
Postcondicions: 
1. Per a cada email sense llegir: 
1.1.  Si la direcció de correu de l’emissor es correspon amb un client actiu i l’assumpte no és 
l’establert per a sol·licitar modificacions de tiquets es crida la funció 
nouTiquet(assumpte,descripció,client,email_client,operari,prioritat).  
1.2. Si la direcció de correu de l’emissor es correspon amb un client actiu i l’assumpte és 
l’establert per a sol·licitar modificacions es recupera el tiquet existent al sistema i es 
modifica amb els nous valors. 
1.3. Depenent del protocol usat (POP3 o IMAP) l’email s’elimina o es marca com a llegit. 
 
Cas d’ús: Eliminar tiquet 
 
Nom: eliminarTiquet(tiquet) 
Propòsit: Eliminar un tiquet del sistema. 
Precondicions: 
1. El tiquet passat per paràmetre existeix al sistema. 
Postcondicions: 
1. S’eliminen del sistema tots els seguiments associats al tiquet. 




Cas d’ús: Eliminar albarà 
 
Nom: eliminarAlbarà(albarà) 
Propòsit: Eliminar un albarà del sistema i actualitzar l’estoc de material. 
Precondicions: 
1. L’albarà passat per paràmetre existeix al sistema. 
Postcondicions: 
1. S’eliminen les associacions entre albarà i material i s’incrementa l’atribut “quantitat” de 
material segons l’usat en l’albarà a eliminar. 










Figura 1.8: Esbós interfície nou tiquet client 
- Cas d’ús associat: Crear tiquet 
NOU SEGUIMENT DE TIQUET 
 
Figura 1.9: Esbós interfície nou seguiment tiquet client 





Figura 1.10: Esbós interfície llistar albarans client 





Figura 1.11: Esbós interfície nou tiquet operari 
- Cas d’ús associat: Crear tiquet 
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NOU SEGUIMENT DE TIQUET 
 
Figura 1.12: Esbós interfície nou seguiment tiquet operari 
 




Figura 1.13: Esbós interfície llistar tiquets operari 
 





Figura 1.14: Esbós interfície nou albarà operari 




Figura 1.15: Esbós interfície llistar albarans operari 








Figura 1.16: Esbós interfície nou esdeveniment operari 
 
- Cas d’ús associat: Crear esdeveniment 
 
LLISTAR MATERIALS, LLISTAR CLIENTS i LLISTAR ESDEVENIMENTS 
La interfície és idèntica a les interfícies de llistats mostrades fins ara, amb la diferència de canvis amb els 


















Figura 1.17: Esbós interfície nou material 
 
- Cas d’ús associat: Crear material 
 
NOU USUARI (CLIENT o OPERARI) 
 
Figura 1.18: Esbós interfície nou usuari 
 
- Cas d’ús associat: Crear usuari 
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NOU PROVEÏDOR i NOU CONTRACTE 




Figura 1.19: Esbós interfície nou grup 
 
- Cas d’ús associat: Crear grup 
 
La resta d’interfícies gràfiques no s’esbossen ja que no aporten cap novetat significativa amb les 





I. 2. Disseny 
2.1. Patrons de disseny 
 
Per dissenyar l’aplicació web s’ha utilitzat el patró Model-Vista-Template [17], o MTV d’ara en endavant, 
que és una variant del patró Model-Vista-Controlador [11], o MVC d’ara en endavant. 
 
El patró MTV defineix els següents components: 
- Model: és la capa d’accés a la base de dades i conté tota la informació sobre les dades: com 
accedir-hi, com validar-les, quin és el comportament que tenen i la relació entre si. 
 
- Plantilla (Template): és la capa de presentació i conté les decisions relacionades a aquesta: com 
són mostrades algunes coses sobre una pàgina web o un altre tipus de document. 
 
- Vista: és la capa de lògica de negocis i conté la lògica que accedeix al model i la delega a la 
plantilla apropiada.   
 
Aquesta interpretació del MVC com a MTV és producte dels creadors del framework Django [8], per el 
qual s’ha de considerar com un punt de vista subjectiu del patró MVC. Els propis creadors diuen: 
“Neither interpretation is more “correct” than the other. The important thing is to understand the 
underlying concepts” [17].  








Figura 2.1: Diagrama de l’estructura del patró de disseny MTV 
 
El controlador (Javascript) de la capa de presentació s’introdueix per afegir la lògica que s’encarrega de 
comunicar-se amb la vista de la capa de domini (equivalent a un controlador, segons el MVC) i per 
modificar continguts de les plantilles un cop generades per les vistes. Aquesta característica és d’utilitat 
per a realitzar canvis des del client en temps d’execució i treballar amb comunicació asíncrona amb el 
servidor (per a més informació veure apartat Implementació>Tecnologies>Javascript). 
Usuari 
  














2.2. Diagrames de col·laboració 
 
A continuació es mostren els diagrames de col·laboració corresponents als casos d’ús que s’han 
mencionat fins al moment. Els diagrames tenen característiques comunes, que s’expliquen a 
continuació. 
Per la gestió de les dades s’han usat dos tipus de repositoris diferents: centralitzats i fragmentats [11]. 
Els repositoris centralitzats es poden identificar per anar lligats amb el component (abstracció software 
que modelitza un concepte [11]) “:Model” i són aquells que són visibles pels diferents controladors 
emprats i que emmagatzemen multiobjectes, que són un artifici que permet veure un conjunt 
d’objectes com si d’un sol objecte agrupador es tractés (un objecte és una realització d’un component 
[11]). Els repositoris fragmentats també emmagatzemen multiobjectes i són accessibles des d’un 
objecte específic, és a dir, no són accessibles directament des dels controladors. Per exemple, en el 
primer diagrama SeguimentTiquet és un repositori fragmentat per t:Tiquet (Tiquet és el component, 
mentre que “t” és l’objecte realització d’aquest component), és a dir, des d’un tiquet tenim visibilitat 
dels multiobjectes de SeguimentTiquet associats a aquest. 
Una altra característica comuna és l’ús de la funció find(). La tasca d’aquesta funció és comprovar el 
compliment de les precondicions dels contractes explicats anteriorment, més concretament es refereix 
a la precondició a on es diu que un objecte ha d’existir al sistema. Així doncs, la seva tasca és la de 
comprovar si a la llista de multiobjectes indicada existeix un objecte amb els atributs indicats. D’aquesta 
manera també ens assegurem de no introduir objectes repetits. 
Cal remarcar que el component “:Model” fa referència a la persistència de les dades de la capa de 
domini, de manera que no s’ha de confondre amb el model del patró MVC de la capa de presentació. 
Quant a tots els controladors que es mencionen, de la forma “:GestorY”, també desenvolupen el paper 
de controladors de la capa de domini. 
Els paràmetres operaris, clients, tiquets, etc.  de les funcions són objectes d’operari, client, tiquet, etc. 
Com que no es transmeten identificadors, sinó directament objectes, no és necessari realitzar 
l’encaixada [11] per recuperar un objecte a partir del seu identificador. Aquesta funcionalitat es pot 
oferir ja que es mostra a l’usuari una llista d’objectes recuperats del sistema. El diagrama de 
col·laboració que explica aquesta funcionalitat, que és genèrica per a tots els diagrames,  és el darrer 



























Figura 2.3: Diagrama de col·laboració nouSeguiment 
 
Cas d’ús: Canviar estat d’un tiquet 
canviarEstatTiquet(tiquet,nou_estat) 
Figura 2.4: Diagrama de col·laboració canviarEstatTiquet 
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Figura 2.5: Diagrama de col·laboració assignarTiquet 
 





Figura 2.6: Diagrama de col·laboració nouMaterial 
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Figura 2.7: Diagrama de col·laboració nouProveïdor 
 

















Figura 2.9: Diagrama de col·laboració nouEsdeveniment 
 






Figura 2.10: Diagrama de col·laboració nouUsuari 
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Figura 2.13: Diagrama de col·laboració fiAlbarà 
 


































Figura 2.18: Diagrama de col·laboració assignarPermisosUsuari 
fiAssignarPermís() 
 
Figura 2.19: Diagrama de col·laboració fiAssignarPermís 
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Figura 2.21: Diagrama de col·laboració assignarGrupsUsuari 
fiAssignarGrups() 
 
Figura 2.22: Diagrama de col·laboració fiAssignarGrups 
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Figura 2.23: Diagrama de col·laboració modificarConfiguració 
 













Figura 2.25: Diagrama de col·laboració eliminarAlbarà 
 











Figura 2.26: Diagrama de col·laboració genèric 
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2.3. Diagrames de components 
 
Tiquets 
Figura 2.27: Diagrama de components Tiquets 
Materials 






















Figura 2.31: Diagrama de components Usuaris 
Albarans 
 




















Figura 2.35: Interfície nou tiquet (client) 
NOU SEGUIMENT TIQUET 
 





Figura 2.37: Interfície llistar albarans (client) 
Seccions de les interfícies: 
- Lateral esquerra: es mostra el nom del contacte del client, el número de tiquets oberts i el menú 
d’opcions disponibles. 
- Part superior: es mostra un menú que indica en quina secció et trobes i que permet navegar. 





Figura 2.38: Interfície nou tiquet (operari) 
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NOU SEGUIMENT TIQUET 
 
Figura 2.39: Interfície nou seguiment tiquet (operari) 
 
Aquesta interfície té components diferents a la mostrada pels actors clients, concretament en el 
formulari de nou seguiment apareix l’opció d’escollir si serà públic o privat i el nou estat del tiquet. 
També apareix el botó de “Crear albarà”, el qual no està a disposició dels clients ja que no poden crear 
albarans. 
Quant a la interfície de nou tiquets, també apareixen noves opcions, tals com escollir el client al que va 











Figura 2.40: Interfície llistar tiquets (operari) 
 
- En desplegar la llista “Acciones” es mostren les accions que es poden dur a terme als elements 
seleccionats de la llista, essent una acció múltiple si es selecciona més d’un element a la vegada. 
 
- Totes les llistes es paginen, pel que s’estalvia ample de banda i temps d’execució al recuperar 
part més petites d’informació. 
 
- El botó “Ver cerrados” modifica la llista de tiquets actual per la llista de tiquets que han estat 
tancats. Un cop carregada aquesta llista el mateix botó permet tornar a la llista anterior. 
 
- El cercador permet buscar elements que coincideixen amb el valor introduït, independentment 
de la pàgina que s’estigui mostrant. 
 
- Els tiquets amb prioritat alta es marquen en vermell per a destacar-los i així aconseguir que els 












Figura 2.41: Interfície nou albarà (operari) 
- Amb l’opció “Anñadir material” s’afegeix dinàmicament dos nous camps al formulari, la llista de 
materials disponibles i el camp per introduir el número de sèrie. En qualsevol moment es poden 








Els albarans es poden filtrar empresa i/o operari i/ data d’inici i data de finalització.  
- Es mostra el total d’hores realitzes producte del sumatori dels albarans mostrats. 
 
- La llista d’accions dependrà del permisos de l’usuari autenticat. Per exemple, en aquest cas, que 




Figura 2.43: Interfície nou esdeveniment (operari) 
- En situar-se en un camp del tipus data es mostra el calendari que es veu en la imatge. Aquest 
component s’utilitza per a facilitar la tasca d’emplenar el formulari al usuari, ja que no ha 











PANTALLA PRINCIPAL (escriptori) 
 
Figura 2.44: Interfície pantalla principal (administrador) 
 
Aquest pantalla es mostra a tots els actors i és la pantalla principal o escriptori. En aquesta es mostra la 
informació més important, de tal manera que quan s’accedeixi al sistema sigui el primer que es veu. Per 
una banda es mostren els tiquets pendents de realitzar i els que encara no s’han assignat a cap operari. 
A continuació es mostren els events que es troben actius en el moment d’accedir al sistema i per últim 
es mostren dos gràfiques que indiquen el número de tiquets existents al sistema segons el seu estat i el 
número de tiquets realitzats pels tiquets, respectivament. En el cas que l’actor sigui un client només es 












Figura 2.45: Interfície nou material (administrador) 
 
NOU USUARI (CLIENT o OPERARI) 
 











Figura 2.48: Interfície balanç hores (administrador) 
 
- Mostra la relació entre les hores facturades a un client i les hores que aquest té contractades. És 
d’utilitat per a saber si un client ha superat les hores de servei contractades o bé si se li deuen 






2.5. Comparativa de les interfícies d’esbós i les definitives 
 
Per a dissenyar les interfícies s’ha intentat seguir, en la mesura del possible, l’estructura dissenyada en 
els primers esbossos. La base de l’estructura, formada per una columna lateral esquerra amb el menú, 
una barra superior amb el menú de navegació i una part central s’ha utilitzat fidelment. Aquesta 
estructura està plenament acceptada per a molts experts que treballen amb temes d’usabilitat i disseny, 
ja que segueix la regla dels tercis, el sistema de lectura occidental, etc. [16]   
Així doncs, les diferencies que es poden trobar entre els esbossos i les interfícies finals són 
principalment de posicionament de camps de formulari. La decisió de la seva posició ha variat segons la 
resolució del monitor o els atributs CSS compatibles segons la versió del navegador web,  entre d’altres.  
*NOTA: en les interfícies que s’han mostrat es pot apreciar que apareix una secció del menú 
anomenada Comunicacions, la qual correspon a les noves funcionalitats que s’afegiran en la segona part 




I. 3. Implementació 
3.1. Tecnologia 
 
En aquesta secció s’explica i es justifica quines tecnologies s’han escollit per a implementar l’aplicació 
web. 
El primer que cal remarcar és que l’empresa que ha encarregat l’aplicació ha donat una gran llibertat a 
l’hora d’escollir la tecnologia, ja que al construir-se tot el sistema de nou no es necessita adaptar a altres 
sistemes ja existents. Així doncs, les restriccions més importants a remarcar són: 
 
- Requereixen una aplicació web, ja que tant els operaris com els clients han de poder accedir-hi 
des de qualsevol punt o ordinador. 
 
- Disposen d’un servidor dedicat amb Linux, al qual si pot instal·lar el que sigui necessari. 
 
- No volen invertir capital en comprar llicències per desenvolupar l’aplicació, per tant, en aquest 
punt queda clar que s’ha de cerca una solució que no comporti inversió en adquirir programari 
privatiu. 
 
- Els operaris tenen mòbils amb sistema operatiu Android 2.3, mentre que els gerents tenen la 
versió 4.0. La justificació de l’aplicació per a mòbils es realitza en el segon apartat. 
 
Amb aquests requisits es planteja desenvolupar l’aplicació amb PHP, per a un sistema continuista, o bé 
amb Python, per a introduir una evolució. A continuació es realitza una breu comparació entre els dos 
frameworks més importants disponibles per aquests llenguatges. 
Symfony (PHP) 
Les característiques principals de Symfony són: 
- Validació de formularis: es genera automàticament codi javascript per a validar els formularis. 
 
- Barra de depuració: disposa d’una barra de depuració molt útil, ja que permet visualitzar les 
consultes a la base de dades, configuracions, missatges de log, etc. 
 
- Plantilles DRY: el sistema de plantilles està més desacoplat del codi que les plantilles de Django. 
 
- Javascript i CSS: mentre que en Django el codi Javascript i CSS s’inclou en el propi template amb 
Symfony es configura per codi i s’afegeixen les llibreries automàticament segons els tags que 






Les característiques principals de Django són: 
- Camps d’alt nivell: per a crear un model (equivalent a una taula de base de dades) s’usen camps 
que són molt pròxims al llenguatge natural, tals com IPAddressField (direcció IP), EmailField 
(correu electrònic), ImageField (imatge), ForeignKey (clau forana), etc. A partir de la declaració 
d’aquests camps Django s’encarrega de generar els camps corresponents a la base de dades, de 
forma totalment transparent a l’usuari. 
 
- ModelForm: generació de formularis de forma automàtica a partir d’un Model. Es configuren els 
camps segons el tipus del Model, per exemple, per un ImageField es mostra un selector de 
fitxers, per una ForeignKey un selector poblat amb els valors associats, etc. I com sempre, tot de 
forma transparent a l’usuari (encara que també s’ofereix l’opció de modificar-ne el 
comportament). Per altra banda, també valida els valors introduïts en els camps, segons un 
format predeterminat. Per exemple, un camp del formulari corresponent a un EmailField només 
és vàlid si el format correspon a un correu electrònic vàlid. 
 
- Django ORM (Mapeig entre Objectes i Relacional): disposa d’un dels sistemes ORM més 
potents i complets que es poden trobar en l’actualitat. La facilitat que ofereix per a treballar 
amb la informació emmagatzemada a la base de dades és sorprenen. Es poden realitzar 
complexes consultes SQL amb molt poques línies de codi, i sense tenir coneixement de SQL. 
 
- Python: Django està desenvolupat amb Python. Aquests són els avantatges que ens 
proporciona: 
 
- Emergent i amb bones expectatives de futur. Ho demostra que l’utilitzen grans companyies, 
tals com Google i Youtube, la NASA, Yahoo, Industrial Light & Magic, etc. També moltes de 
les distribucions Linux utilitzen llibreries de Python com a nucli del sistema operatiu. 
 
- Existeixen moltes llibreries que ens poden ajudar a realitzar moltes de les tasques habituals. 
 
- És un llenguatge interpretat, és a dir, no es necessita compilar el codi font per executar-lo, el 
qual  agilitza la tasca del programador i ofereix portabilitat. 
 
- És multiplataforma ja que l’intèrpret està disponible per la majoria de plataformes, com 
Unix, Windows, OS/2, Mac, Amiga, etc.  
 
- És OpenSource, és a dir, no és un llenguatge privatiu i no requereix pagar llicències. 
 
- Utilitza una sintaxis clara i senzilla, com per exemple, sagnat enlloc de claus, sintaxis molt 
propera al llenguatge natural (llenguatge de molt alt nivell) que redueix el número de línies i 
la seva comprensió, declaració del tipus de variable dinàmic, etc. 
 
- Velocitat: segons els tests de velocitat que s’han realitzat entre els dos frameworks Django 
sempre ha obtingut els millors resultats. 
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Després d’analitzar els punts introduïts en l’apartat anterior es decideix utilitzar el framework Django 
[8], pels següents motius: 
- No incompleix cap dels requisits fixats per l’empresa. 
 
- És OpenSource, pel que no es requereix cap inversió. 
 
- És pot instal·lar en qualsevol servidor sense grans complicacions, i en el cas que el sistema 
operatiu sigui Linux encara s’adapta millor.  
 
- Després d’uns dies de cerca s’ha vist que la documentació i la comunitat de Django és magnífica. 
Es poden consultar fàcilment dubtes i obtenir-ne respostes ràpides (segons les dades que s’han 
vist entre la pregunta i la resposta) i en la web oficial de Django, en format html, es pot accedir 
molt còmodament a tota la documentació, guies, exemples, etc. 
 
- Com que en la segona part s’ha de desenvolupar una aplicació Android s’ha analitzat el suport 
de Google a projectes Python, per si fos necessari realitzar alguna integració en els seus 
sistemes. Doncs bé, els llenguatges principals que utilitza Google són Java i Python, pel que es 
disposarien de més facilitats. 
 
- Com a darrer punt, a nivell personal em motiva molt més treballar amb Python, per la seva 
potència i futura projecció. 
 
Així doncs, per a desenvolupar l’aplicació web d’aquesta part s’utilitza, a part de Django [8], els següents 
llenguatges: Javascript, HTML 5 [1] [2], CSS 3 [2] i JSON. 
Aquest grup de llenguatges s’utilitzen conjuntament amb Django, és a dir, no formen parts 
independents, sinó que donen suport. Les associacions que tenen amb el funcionament de Django són: 
- Javascript: s’utilitza per a realitzar les comunicacions asíncrones amb el servidor, modificar el 
contingut de la web en temps d’execució, realitzar comprovacions a nivell d’usuari, etc. També 
s’inclouen fragments de codi en les plantilles de Django. 
 
- HTML5: és el llenguatge utilitzat en les plantilles, conjuntament amb els tags que ofereix Django. 
 
- CSS 3: s’utilitza per donar format al contingut html de les plantilles. 
 
- JSON: s’utilitza per convertir les dades a un format únic per a ser transportades entre el client 
web i el servidor. 
 
Tots aquestes tecnologies s’utilitzen al llarg de tot el projecte, sense ser cap una d’elles única d’una 
secció o funcionalitat.  





Com s’ha introduït, Django permet construir webs en profunditat, de forma dinàmica i amb un temps 
curt. Proporciona abstracció d’alt nivell de patrons comuns de desenvolupament web i dreceres per les 
tasques més freqüents de programació.  
Un projecte Django està format per un conjunt d’aplicacions, que són una col·lecció d’arxius de codi 
font, incloent models i vistes, que conviuen en un sol paquet de Python. 
Pel disseny de les aplicacions es basa amb el patró MTV, introduït en la secció de patrons de disseny. A 
continuació es mostren els fitxers que utilitza en cada aplicació i com es corresponen amb els 
components que formen el MTV que s’han introduït anteriorment: 
- Arxius models.py (Model): conté una descripció de la taula de la base de dades, com una classe 
Python. Utilitzant aquest classe es poden crear, buscar, actualitzar i eliminar registres de la base 
de dades utilitzant codi Python senzill enlloc d’escriure declaracions SQL repetitives.  
 
S’obté un alt nivell d’abstracció de la comunicació amb la base de dades, de tal manera que no 
s’ha de conèixer el llenguatge SQL de cada tipus de gestor de base de dades, sinó que només es 
necessita conèixer les funcions de Django que realitzen cada una de les tasques pròpiament del 
SQL. Per tant, si es volgués canviar el gestor de base de dades no s’hauria de canviar el codi 
Python, ja que el Django ja es preocupa de decidir quines sentències SQL són les adequades en 
cada cas. 
 
- Arxius views.py (Vista): conté la lògica de la pàgina. Rep les peticions web, interactua amb el 
model i retorna una resposta web. Aquesta resposta pot ser el contingut HTML de la pàgina 
web, una redirecció, un error 404, un document XML, una imatge, dades en format JSON, etc. 
 
- Arxius urls.py (Controlador que fa de pont entre els controladors de la capa de presentació i 
els controladors, o Vistes, de la capa de domini): especifica quina vista es crida segons el patró 
URL. Per exemple, la direcció http://localhost/clients podria cridar la vista llistarClients() del 
fitxer views.py. 
 
- Arxius HTML (Plantilles): són les plantilles HTML que descriuen el disseny de les pàgines. 
 
L’avantatge d’aquesta estructura és que els components estan poc acoblats entre si, és a dir, que cada 
peça de l’aplicació web que funciona sobre Django té un propòsit únic clau, que pot ser modificat 
independentment sense afectar les altres peces. Per exemple, un desenvolupador pot canviar la URL de 
certa part de l’aplicació sense afectar la implementació d’aquesta part. Un dissenyador pot canviar el 
HTML d’una pàgina sense tenir que tocar el codi Python que la renderitza. Un administrador de base de 





Processament de peticions 
 
A continuació es mostra el detall del que succeeix quan s’executa el servidor de desenvolupament de 
Django i es realitza una petició a una pàgina web: 
- Quan s’inicia el servidor web que integra Django el primer que fa és importar el contingut del 
fitxer settings.py. Aquest conté tot tipus de configuracions per la instància en particular que 
s’està executant, com per exemple ROOT_URLCONF, que indica quin mòdul de Python s’ha 
d’utilitzar per la URLconf d’aquest lloc web (per defecte es troba al fitxer urls.py). 
 
- Quan arriba una petició, per exemple a la URL /clients/, Django carrega la URLconf apuntada per 
la variable ROOT_URLCONF. Després comprova cadascun dels patrons de URL de la informació 
carregada en ordre, comparant la URL sol·licitada amb un patró alhora, fins que en troba un que 
coincideixi. Finalment crida a la funció de vista associada amb el patró trobat, passant un 
objecte HttpRequest com a primer paràmetre de la funció. 
 
- La funció de vista és responsable de retornar un objecte HttpResponse.  
 
El sistema de plantilles 
 
Una plantilla de Django és una cadena de text que intenta separar la presentació d’un document de les 
seves dades a través de la definició d’etiquetes de plantilla que regulen com s’ha de mostrar el 
document. Normalment les plantilles s’utilitzen per generar HTML,  tot i que es poden usar per generar 
qualsevol format basat en text. 
Una plantilla pot contenir variables i etiquetes, a continuació es detalla com s’inclouen aquests elements 
en una plantilla: 
- Qualsevol text envoltat de claus dobles, per exemple {{ client }}, és una variable. 
 
- Qualsevol text envoltat de claus i signes de percentatges, per exemple {% if existex %}, és una 
etiqueta de plantilla, que indica al sistema de plantilles que ha de fer. Existeix una gran varietat 
d’etiquetes, com per exemple: {% if %} {% else %} {% endif %}, {% for x in y %} {% endfor %}, {% 
include %}, etc. Aquestes i d’altres són les etiquetes existents per defecte en qualsevol Django, 
es poden consultar la resta a la documentació oficial.  
 
- Es pot modificar la presentació d’una variable a través de filtres. Per exemple, {{ data | date:”F j, 
Y” }}, que passa la variable “data” pel filtre date. 
 
També és possible crear noves etiquetes i filtres. El següent pas és crear aquestes plantilles, o tal com ho 
anomena Django, renderitzar. Els passos són els següents:  




- Cridar el mètode render() de l’objecte Template passant per paràmetre un conjunt de variables. 
El contingut d’aquestes variables és el que s’utilitzarà per substituir les {{ variables }} definides a 
la plantilla. Al finalitzar el renderitzat la funció retorna una plantilla com una cadena de text, 
amb totes les variables i etiquetes avaluades segons la informació passada per paràmetre en el 




La capa de model de Django intenta solucionar els problemes habituals en la implementació 
d’algoritmes que treballen amb base de dades, tals com: 
- Codificació hard-coding dels paràmetres de connexió a la base de dades. S’acostuma a repetir 
entre diferents fitxers els paràmetres de connexió, de tal manera que si canvia algun d’ells la 
tasca de modificar-los és més laboriosa. 
 
- Escriptura d’una gran quantitat de codi cada vegada que necessitem realitzar una operació 
sobre la base de dades: crear una connexió, un cursor, executar una sentència i tancar la 
connexió. 
 
- Ens lliga al gestor de base de dades utilitzat. Si es canvia s’haurà d’utilitzar l’adaptador de base 
de dades corresponent, modificar els paràmetres de connexió i fins i tot modificar les sentències 
SQL. 
 
Per solucionar aquests inconvenients Django utilitza únicament un fitxer, settings.py, per configurar els 
paràmetres de connexió a la base de dades. A més, facilita funcions per no tenir que escriure codi 
repetitiu cada vegada que es necessita realitzar una operació sobre la base de dades. La manera més 
fàcil d’entendre la potència d’aquesta capa és amb un exemple: 
 
from django.shortcuts import render (1) 
from mysite.books.models import Book (2) 
 
def book_list(request): 
books = Book.objects.all().order_by('name') (3) 
return render (request,'book_list.html', {'books': books}) (4) 
 
Aquesta funció s’inclou a una vista, és a dir, a un fitxer views.py. A continuació s’explica la funcionalitat 
de cada línia: 
1. Importar la funció render de la llibreria de Django. Tal com s’ha comentat en l’apartat de les 
plantilles a on es deia que per crear-les s’havia de crear un objecte Template i posteriorment 
sol·licitar el renderitzat. Doncs bé, la funcionalitat de la funció render és unir en un sol pas la 
creació de les plantilles.  
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2. Importar el model Book de l’aplicació books del lloc web mysite. 
 
3. Aquesta és la línia principal, és l’equivalent a realitzar una connexió a la base de dades, crear un 
cursor, executar una sentència SQL i tancar la connexió, i tot amb una sola línia i sense conèixer 
llenguatge SQL. 
 
La sentència SQL que executa és “SELECT * from book ORDER BY name” 
 
4. Renderitzar la plantilla book_list.html passant com a context el resultat de l’execució de la línia 





Un decorador és una característica pròpia del llenguatge Python, introduïda a partir de la versió 2.4,  
que fa referència a un patró de disseny. Els decoradors alteren de forma dinàmica la funcionalitat d’una 
funció, mètode o classe sense tenir que fer subclasses o canviar el codi font de la classe decorada. Ens 
ajuden a fer el codi més net reduint el codi repetitiu, a separar la responsabilitat del codi, a incrementar 
la llegibilitat i la mantenibilitat, a afegir sistemes de control a les nostres funcions, etc. [18]     
Django posa a la nostre disposició un conjunt de decoradors que podem utilitzar en el nostre codi. Per 
exemple, si s’introdueix “@login_required” abans de definir una funció a la vista, qualsevol petició sobre 
aquesta vista d’un usuari que no estigui autentificat serà rebutjada. Un altre decorador interessant és 
“@permission_required()”, que comprova si un usuari posseeix un determinat permís. A la 





Primer de tot, realitzem un breu repàs dels diferents tipus de comunicació entre un usuari i un servidor 
en una aplicació web. Les aplicacions web clàssiques utilitzen una comunicació síncrona [19] entre 
l’usuari i el servidor, el procés és el següent: 
1. L’usuari realitza una petició síncrona al servidor. 
2. Mentre el servidor processa la petició, l’usuari s’ha d’esperar i no pot continuar fent ús de 
l’aplicació. 
3. El servidor envia la informació sol·licitada.   
4. Es recarrega tota la pàgina de l’usuari amb la informació rebuda del servidor (un cas especial és 




Per solucionar el problema de que l’usuari no pugui utilitzar l’aplicació mentre aquesta està comunicant-
se amb el servidor apareix el concepte de la comunicació asíncrona [20], el procés de la qual és: 
1. L’usuari realitza una petició asíncrona al servidor. 
2. Mentre el servidor processa la petició l’usuari pot continuar utilitzant l’aplicació. 
3. El servidor envia la informació sol·licitada. 
4. Quan l’emissor de la petició detecta la resposta del servidor actualitza la secció de la web 
corresponent, sense recarregar tota la pàgina. 
La idea principal és que la comunicació entre l’usuari i el servidor és transparent pel primer, ja que es 
realitza en segon pla. Així doncs, quan l’usuari sol·licita qualsevol petició al servidor no observa cap canvi 
a la interfície gràfica de l’aplicació (tot i que podria veure un indicador d’espera per fer saber a l’usuari 
que s’està processant la sol·licitud) mentre no s’obtingui la resposta per part del servidor. 
Així doncs, quan s’utilitza la comunicació asíncrona amb Javascript apareix el concepte AJAX (Javascript 
Asíncron i XML). L’aplicació web utilitza HTML 5 com a llenguatge d’estructura, CSS 3 (fulles d’estil, 
defineixen l’aparença de la web) com a llenguatge de disseny, Javascript com a llenguatge de 
programació, el model DOM (Document Object Model) per treballar amb les estructures del lloc web i 
XML (metallenguatge, defineix una sintaxis i una estructura per les dades) o JSON com un dels formats 
de transport de dades entre l’usuari i el servidor.  
Cal observar que es continua necessitant una tecnologia per la lògica de servidor i accés a base de 
dades, ja que l’AJAX s’executa en l’usuari. Aquestes es realitzen amb el llenguatge Python, tal com s’ha 
comentat anteriorment.  
La utilització d’AJAX ens serveix per dissenyar i programar interfícies d’usuari més dinàmiques que 
s’apropen a les de les aplicacions d’escriptori. Aquesta és la característica principal per la qual s’ha 
decidit utilitzar AJAX. 
La combinació de les característiques de la comunicació asíncrona i les del propi llenguatge de Javascript 
permeten disposar d’una interfície única a on se’n poden actualitzar les parts que es desitgin, evitant 
així recarregar tot el contingut de la interfície.  Per tant, quan es treballi amb l’aplicació web es 
mantindrà sempre la mateixa estructura, i no es recarregarà tota la pàgina cada vegada que canviem de 
secció o realitzem qualsevol petició al servidor. 
Quant a la integració d’aquesta tecnologia, cal remarcar que la capa de presentació de Django, que 
funciona amb plantilles, no suporta de forma nativa Javascript asíncron, pel que s’ha fet ús de la llibreria 
externa jQuery. Amb l’ús d’aquesta tecnologia s’han necessitat implementar canvis en la forma de 
treballar de les plantilles, tals com actualitzar-les des de Javascript enlloc de fer-ho des del servidor, que 
han afegit dificultat en el seu desenvolupament, però que alhora aporten les millores de la comunicació 









JSON o Javascript Object Notation és un format lleuger per l’intercanvi de dades, és l’alternativa a XML. 
Un dels avantatges sobre aquest darrer és que és molt més senzill escriure un analitzador semàntic. Un 
contingut amb JSON pot estar format per dues estructures: 
- Una col·lecció de parells nom/valor (semblant a la idea dels objectes). Per exemple:  { “client” : 
“Joan” } 
- Una llista ordenada de valors. Per exemple:  “clients”: [ { “nom”:”Joan”, “cognom”:”Martí”} , { 
“nom”:”Manel”, “cognom”:”López”} ] 
Aquesta forma d’estructurar la informació serà molt útil, ja que tal com es veurà, Django treballa 




XML o Extensible Markup Language és un metallenguatge que permet definir la gramàtica de 
llenguatges específics, és a dir, és un llenguatge que defineix llenguatges. S’utilitza com un estàndard 
per intercanviar informació estructurada entre diferents plataformes.  
Una estructura XML està formada per etiquetes i elements. Una etiqueta consisteix en una marca que 
senyala una part com un element, que són parts d’informació amb un sentit clar i definit. Per exemple, 
<client> Joan </client>, a on <client> és l’etiqueta i “Joan” l’element de l’etiqueta. 
Existeixen dos tipus de documents XML: 
- Formatats correctament: compleixen les especificacions del llenguatge respecte a les regles 
sintàctiques sense estar subjectes als elements fixats en un DTD. 
- Vàlids: a més d’estar formatats correctament segueixen una estructura i semàntica definida en 
un document DTD. 
En un document DTD (Document Type Definition) s’inclouen les definicions de les etiquetes que poden 
utilitzar-se en un document XML, la relació entre ells, els atributs, possibles valors, etc. 
 
JSON vs XML 
 
JSON 
- Hi ha molts analitzadors en el cantó del servidor. A més, l’anàlisi és més fàcil, disposant de la 
funció nativa eval() de Javascript. 
- Més compacte i intuïtiu. 
- No utilitza documents per validar l’estructura de l’estructura JSON. 




- Més suport i ofereix més eines de desenvolupament. 






En aquesta secció es desengranarà el procés d’implementació de l’aplicació web i com s’ha procedit per 
adaptar-la al disseny proposat en l’apartat anterior.  
Tal com s’ha comentat a la part inicial de l’anàlisi l’aplicació s’ha dividit en diversos subproblemes, que 
s’han anomenat aplicacions. Així doncs, cada aplicació es correspon amb el mateix concepte que ofereix 
Django, és a dir, mitjançant les eines que ofereix el framework es crea una aplicació de Django per a 
cada aplicació de l’anàlisi, per tant, ens trobem amb una correspondència u a u. Cal remarcar una 
excepció, que és el cas de l’aplicació de grups. En aquest cas no es crea una aplicació de Django ja que 
aquest ja integra la seva pròpia implementació de grups. La part que s’ha implementat associada amb 
els grups s’ha realitzat en l’aplicació d’usuaris, a on es treballa amb els grups oferts per Django i 
s’associen amb els usuaris. 
Cada una de les aplicacions Django conté la implementació dels casos d’ús corresponents en forma de 
funcions, que es corresponen amb els esdeveniments de sistema. A més, cada controlador introduït en 
el disseny (components amb la forma :GestorZ) es correspon a una d’aquestes aplicacions. En aquest 
punt també s’han de remarcar algunes excepcions, una d’elles idèntica a la comentada anteriorment, és 
a dir, pel controlador :GestorGrups no existeix una aplicació. Per altra banda, el component 
:GestorAlbarans no disposa d’una aplicació pròpia, sinó que s’ha decidit d’incloure en la de tiquets. La 
justificació és que inicialment es considerava que un albarà sempre anava lligat amb un tiquet, per la 
qual cosa es va optar per unir els conceptes. Tot i que posteriorment es decidís que un albarà podia ser 
independent es va decidir mantenir la decisió de disseny inicial, per coherència i futurs usos.     
Quant al component “:Model”, introduït en el disseny i que fa referència a la persistència en la capa de 
domini, es correspon amb el concepte de model de Django. Cal recordar que aquests models són els 
encarregats d’interactuar amb la base de dades i ofereixen els mecanismes per a simular que es treballa 
amb una base de dades orientada a objectes. Finalment, per a cada aplicació Django existeix un model. 
Per a implementar la funcionalitat que s’ha explicat en el darrer diagrama de col·laboració, l’encarregat 
de recuperar una llista d’objectes del sistema, es declara l’objecte ha mostrar com a ManyToManyField 
o ForeignKey. En el moment de mostrar l’objecte a la interfície gràfica Django realitza la recuperació de 
la informació de la base de dades i crea el component gràfic corresponent per a mostrar una llista 
d’objectes, pel que la tasca d’encaixada entre identificadors i objectes es soluciona amb aquesta 
característica. 
Quant als idiomes usats en l’aplicació, s’ha optat per a realitzar-la amb castellà, ja que tot i que el 
destinatari és una empresa d’àmbit autonòmic, la seva cartera de clients pot ser d’àmbit estatal. S’ha 
plantejat de traduir-la a d’altres idiomes, tals com l’anglès, però com que l’empresa no ofereix serveis 











La major part de les comunicacions entre la capa de presentació i la capa de domini es realitza 
mitjançant crides Javascript asíncrones (AJAX). Aquestes crides es realitzen mitjançant POST o GET que 
són rebudes i gestionades pel component corresponent de Django. Posteriorment es genera la resposta 
mitjançant l’ús dels templates i es retorna a la capa de presentació. En aquest punt i, mitjançant 
Javascript, s’actualitza el contingut de la pàgina web, sense realitzar una actualització completa de tot el 
contingut de la web. 
La part d’implementació amb HTML5 i CSS3 ha comportat una sèrie de decisions forçades per l’estat 
actual del mercat de navegadors web [1] [2]. Un dels objectius era fer ús de totes les noves 
característiques que ofereixen aquestes noves versions, però després de llegir diversos llibres i 
especificacions es va observar que cada navegador web dóna suport parcial a les noves característiques. 
Per posar un exemple, les versions d’Internet Explorer iguals o inferiors a la 8 no donen suport a quasi 
cap característica, fins i tot la versió 9 està bastant verda. Com a gravant s’ha de tenir present que 
l’aplicació serà usada per un conjunt de clients dels quals no es coneix quin navegador web usen, pel 
qual no és recomanable implementar una característica suposant que tots els clients disposaran del 
navegador X amb la versió Y que la suporti. Com a conclusió, s’ha decidit usar aquelles característiques 
que són suportades per tots els navegadors, i aquelles que no o bé no usar-les o bé buscar llibreries 




Com que l’ús de l’aplicació està restringit a l’empresa que ofereix el servei tècnic informàtic i els seus 
clients s’ha tingut en compte la seguretat en tot moment. L’eina principal usada per a mantenir un 
correcte control de la seguretat ha estat l’ús dels decoradors de Python. Aquests en són els usos: 
- @login_required 
 
Aquest decorador s’ha afegit a totes les funcions, i el que controla és que la persona que l’està 
intentant fer servir estigui identificat al sistema. 
 
- @permission_required('tickets.add_ticket,raise_exception=True)    
 
Aquest decorador s’ha afegit a totes les funcions, i el que controla és que la persona que l’està 
intentant fer servir disposi dels permisos correctes per a cada funció. Per exemple, en l’exemple 
mostrat es controla que la persona disposi de permisos per afegir tiquets al sistema. En cas 




Com que la major part de la comunicació entre el client i el servidor es realitza mitjançant crides 
Ajax es controla que així sigui. D’aquesta forma si un usuari maliciós intentés introduir una URL 
directament al navegador i modificar algun dels atributs es produiria un error, ja que no 
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s’estaria generant una sol·licitud asíncrona (tot i que no és una gran mesura de seguretat, ja que 




Aquest fitxer s’encarrega de rebre totes les sol·licituds dirigides al servidor web, en el qual 
podem indicar explícitament quines URLS s’accepten i quines funcions s’encarreguen de 
gestionar-les. Per a tractar aquestes URLS es fa ús d’expressions regulars, que per exemple 
permet limitar els valors dels paràmetres rebuts. Per tant, aporta l’avantatge de controlar fins al 
detall més petit de la gestió de crides al servidor web.   
 
- Altres comprovacions menors són: en els casos necessaris que la petició sigui POST, la validesa 
de les dades d’un formulari, els valors passats per GET, comprovar que l’usuari sigui un operari o 
un client segons el cas requerit, emmagatzematge de contrasenyes xifrades a la base de dades, 
etc. 
 
Una altra característica important a implementar seria l’ús d’un canal de comunicació segur SSL, però en 
aquest cas seria l’empresa la que hauria d’assumir el cost de la contractació del certificat SSL i 
actualment no està en les nostres mans prendre aquesta decisió. 
A continuació s’explica més detalladament cas per cas. 
 
3.2. Aplicació de Tiquets 
Cas d’ús: Crear tiquet 
 
nouTiquet(assumpte,descripció,client,email_client,operari,prioritat) 
Es genera un formulari mitjançant la característica de generació de formularis a partir d’un model. 
Aquest conté els atributs corresponents al concepte Tiquet. Per a mostrar el formulari s’usa un template 
que s’emplena amb l’objecte formulari creat.  
Quant es rep via POST els camps omplerts del formulari es passen per paràmetre al constructor del 
formulari ( TicketForm(request.POST) ). Aquest s’encarrega d’omplir els atributs de l’objecte formulari 
amb els valors rebuts per POST. Posteriorment, mitjançant la funció is_valid() es comprova que tots els 
atributs compleixin els requisits indicats en el model, com per exemple, longituds, tipus de dades, etc. Si 
les dades no són vàlides es retorna una estructura de dades amb format JSON que conté els errors 
produïts. Quan la capa de presentació rep aquesta informació la mostra a la interfície per a indicar quins 
camps són incorrectes. 
Si les dades són vàlides es crida a la funció save() del formulari, el qual s’encarrega de crear un Tiquet 
amb les dades rebudes. A més, la creació d’un objecte Tiquet conclou amb la introducció a la base de 
dades de la informació corresponent. Per a complir la postcondició 2 s’usa una característica usada en 
els models, que és indicar que un atribut té activada l’opció auto_now_add=True, el que produeix que 
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quan s’introdueixi un nou tiquet s’omplin automàticament els atributs amb aquesta opció amb la data 
actual del sistema. 
Per finalitzar i un cop guardat l’objecte Tiquet, es crea un objecte SeguimentTiquet i es crida a la funció 
save() que el guardarà a la base de dades. Si l’opció d’enviar emails és activada es genera un nou context 
amb el tiquet ( Context({ 'ticket': newTicket }) ) i es crida a la funció encarregada d’enviar els emails.   
 




Es genera un formulari mitjançant la característica de generació de formularis a partir d’un model. 
Aquest conté els atributs corresponents al concepte SeguimentTiquet. Per a mostrar el formulari s’usa 
un template que s’emplena amb l’objecte formulari creat. Com que el model SeguimentTiquet té com 
atribut una clau forana a un Tiquet al template també es mostren les dades del tiquet associat. 
Per a controlar la casuística dels estats dels tiquets s’ha afegit el control al constructor de l’objecte 
formulari, a on, segons l’estat del tiquet associat, es generen els possibles estats a escollir. 
La comprovació de la validesa de les dades, el control d’errors i l’emmagatzematge es realitza de la 
mateixa forma que en el cas de nouTiquet. 
Per finalitzar i un cop guardat l’objecte SeguimentTiquet, s’actualitzen els atributs de les dates del tiquet 
associat per a complir amb les postcondicions del contracte. Si l’opció d’enviar emails és activada es 
genera un nou context amb el tiquet ( Context({ 'ticket': ticket }) ) i es crida a la funció encarregada 
d’enviar els emails.  
 




Per a implementar aquesta característica s’ha unificat amb l’anterior funció, és a dir, es considera el 
canvi d’estat d’un tiquet com un nou seguiment, a on a part d’indicar qualsevol informació es pot 
canviar l’estat del tiquet associat. 
 




Es genera un formulari mitjançant la característica de generació de formularis a partir d’un model. 
Aquest conté els atributs corresponents al concepte Tiquet excloent els atributs que no es modificaran. 
Per a mostrar el formulari s’usa un template que s’emplena amb l’objecte formulari creat. 
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La comprovació de la validesa de les dades, el control d’errors i l’emmagatzematge es realitza de la 
mateixa forma que en el cas de nouTiquet. 
Quan es guarda l’objecte Tiquet s’actualitzen automàticament els atributs de les dates corresponents. 
 




Es genera un formulari mitjançant la característica de generació de formularis a partir d’un model. 
Aquest conté els atributs corresponents al concepte Albarà. Per a mostrar el formulari s’usa un template 
que s’emplena amb l’objecte formulari creat. 
 
En el constructor del formulari s’ha afegit la comprovació de si es crea l’albarà a partir d’un tiquet o no. 
En cas afirmatiu es recupera la informació necessària del tiquet i es genera el formulari usant aquestes 
dades. També s’ha rescrit la funció save() del formulari per a modificar l’atribut tiquet de l’albarà en 
aquells casos que es generi a partir d’un tiquet (fiAlbarà()). 
 
La comprovació de la validesa de les dades i el control d’errors  es realitza de la mateixa forma que en el 
cas de nouTiquet. En aquest cas l’emmagatzematge segueix les pautes marcades fins ara, però en 
aquest  cas té una complicació afegida, l’ús d’un model ManyToMany. Més concretament, des de la 
interfície es permet associar dinàmicament nou material a un albarà 
(assignarMaterials(material,número_sèrie), a partir del qual des del servidor haurem de comprovar 
aquests camps i per a cada un d’ells crear l’associació entre el tiquet i el material. A més, s’ha d’accedir a 
l’objecte material corresponent, restar una unitat a la quantitat i guardar els canvis. 
Si l’opció d’enviar emails és activada es genera un nou context amb l’albarà ( Context({‘deliverynote’: 
newDeliveryNote}) ) i es crida a la funció encarregada d’enviar els emails.  
 




S’usa la funcionalitat de Django anomenada management. Aquesta permet crear funcions que poden 
ser cridades des d’un terminal usant una classe pròpia de Django (./manage.py nom_funcio_propia). 
Amb aquesta característica es pot fer ús dels cronjobs, que es poden programar per tal que cada cert 
període de temps executin la comanda corresponent que cridarà a la nostra funció. 
 
En aquest cas s’ha fet ús de les llibreries natives de Python per a treballar amb comptes de correu, 
concretament amb poplib i imaplib. Aquestes ens permeten accedir a una bústia de correu i llegir-ne els 
missatges, esborrar-los (només amb POP3), marcar-los com a llegits (només amb IMAP),modificar-ne 
l’estat, etc. L’aplicació permet treballar tan amb POP3 com amb IMAP, però com acabem de veure 
cadascuna té unes funcionalitats diferents. Si es treballa amb POP3 només hi ha l’opció d’eliminar els 
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missatges llegits, ja que en aquest protocol no es pot mantenir l’estat del missatge (no es pot marcar 
com a llegit) i, per tant, si no esborréssim els missatges cada vegada que es llegís la bústia es repetirien 
els tiquets. Per altra banda, el protocol IMAP permet mantenir estats, pel que es poden marcar els 
missatges com a llegits, sense necessitat d’esborrar-los.    
 
Per a cada missatge no llegit s’obre i es passa a la funció que s’encarrega de revisar-lo i en el cas 
necessari crear un nou objecte Tiquet al sistema o bé de recuperar-ne un d’existent i modificar-lo. Per a 
saber si el destí d’un email és per un tiquet ja existent s’usa l’expressió regular re.match(r"^(?P<name>[-
A-Za-z0-9]+)-(?P<id>\d+)", subject). Aquesta comprova que l’assumpte del missatge segueixi un patró 
que s’haurà preestablert amb anterioritat.  
 
3.3. Aplicació de Materials 
Cas d’ús: Crear material 
 
nouMaterial(nom,número_producte,quantitat,preu,data_compra,proveïdor) 
Es genera un formulari mitjançant la característica de generació de formularis a partir d’un model. 
Aquest conté els atributs corresponents al concepte Material. Per a mostrar el formulari s’usa un 
template que s’emplena amb l’objecte formulari creat. 
 
La comprovació de la validesa de les dades, el control d’errors i l’emmagatzematge es realitza de la 
mateixa forma que en el cas de nouTiquet. 
 
3.4. Aplicació de Proveïdors 
Cas d’ús: Crear proveïdor 
 
nouProveïdor(nom,carrer,telèfon,persona_contacte,email) 
Es genera un formulari mitjançant la característica de generació de formularis a partir d’un model. 
Aquest conté els atributs corresponents al concepte Proveïdor. Per a mostrar el formulari s’usa un 
template que s’emplena amb l’objecte formulari creat. En aquest cas s’usa per l’atribut de telèfon la 
classe ESPhoneNumberField de django.contrib.localflavor.es.forms. Aquesta classe s’encarrega de 
comprova que el número de telèfon introduït sigui vàlid per l’estat Espanyol. 
 
La comprovació de la validesa de les dades, el control d’errors i l’emmagatzematge es realitza de la 







3.5. Aplicació de comptes d’Usuari 
Cas d’ús: Crear contracte 
 
nouContracte(data_inici,data_finalització,tipus,hores_contractades,client) 
Es comprova que no existeixi un contracte vigent realitzant una consulta a la base de dades. Si no 
existeix es genera un formulari mitjançant la característica de generació de formularis a partir d’un 
model. Aquest conté els atributs corresponents al concepte Contracte. Per a mostrar el formulari s’usa 
un template que s’emplena amb l’objecte formulari creat. En el cas que ja existeixi un contracte vigent 
es genera el formulari de només lectura. 
Per a controlar que la data de finalització no sigui inferior a la data d’inici s’ha afegit el control al 
constructor de l’objecte formulari. 
La comprovació de la validesa de les dades, el control d’errors i l’emmagatzematge es realitza de la 
mateixa forma que en el cas de nouTiquet. 
 





Es genera un formulari mitjançant la característica de generació de formularis a partir d’un model. En 
aquest cas es genera mitjançant l’ús de tres models: Usuaris, Clients i Operaris. Per tant, el formuari 
contindrà els atributs corresponents als tres models. Per a mostrar el formulari s’usa un template que 
s’emplena amb l’objecte formulari creat. 
 
Per a controlar que el nom de l’usuari sigui correcte i que la contrasenya sigui igual al 
repetir_contrasenya s’ha afegit el control al constructor de l’objecte formulari. 
 
La comprovació de la validesa de les dades, el control d’errors i l’emmagatzematge es realitza de la 
mateixa forma que en el cas de nouTiquet.  
 
Cas d’ús: Crear grup 
 
nouGrup(nom) 
Es genera un formulari mitjançant la característica de generació de formularis a partir d’un model. 
Aquest conté els atributs corresponents al concepte Grup. Per a mostrar el formulari s’usa un template 
que s’emplena amb l’objecte formulari creat. 
La funcionalitat descrita a la funció assignarPermisos(permís) es pot dur a terme sense cap 
implementació especial, ja que Django ofereix les eines que s’encarreguen de la gestió dels grups. 
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La comprovació de la validesa de les dades, el control d’errors i l’emmagatzematge (fiGrup()) es realitza 
de la mateixa forma que en el cas de nouTiquet. 
 
Cas d’ús: Assignar permís 
 
escollirUsuari(usuari) 
Es recuperen tots els objectes d’usuari (segons se seleccioni seran de clients o operaris) de la base de 
dades i es mostren en forma de taula, mitjançant l’ús d’un template. Per cada línia de la taula s’afegeix 
una accés directe amb l’identificador de l’usuari, el que permet que un cop es premi es pugui recuperar 
la informació de l’usuari amb aquell identificador i mostrar-ne les dades associades. 
assignarPermisosUsuari(permís) 
Es genera un formulari amb dos atributs, permisos i grups. Aquests es mostren com una llista i s’omplen 
a partir d’un conjunt d’objectes recuperada de la base de dades. 
La comprovació de la validesa de les dades, el control d’errors i l’emmagatzematge (fiAssignarPermís ()) 
es realitza de la mateixa forma que en el cas de nouTiquet. 
 
Cas d’ús: Assignar grup 
 
S’ha implementat amb l’anterior cas d’ús. En l’acció de modificar els permisos d’un usuari també es pot 
escollir a quins grups pertany. 
 
3.6. Aplicació d’Esdeveniments 
Cas d’ús: Crear esdeveniment 
 
nouEsdeveniment(data_inici,data_fi,hora_inici,missatge,periodicitat,operari) 
Es genera un formulari mitjançant la característica de generació de formularis a partir d’un model. 
Aquest conté els atributs corresponents al concepte Esdeveniment. Per a mostrar el formulari s’usa un 
template que s’emplena amb l’objecte formulari creat. 
 
Per a controlar que la data de finalització no sigui inferior a la data d’inici s’ha afegit el control al 
constructor de l’objecte formulari. 
 
La comprovació de la validesa de les dades, el control d’errors i l’emmagatzematge es realitza de la 
mateixa forma que en el cas de nouTiquet.  
 
Un cop guardar l’esdeveniment es crida a la funció que s’encarrega d’afegir un nou cronjob. Aquesta 
funció accedeix al fitxer del sistema operatiu a on s’enregistren els cronjobs, i un cop obert treballa amb 
ell, ja sigui afegint una nova línia, modificant-la o eliminant-la. 
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3.7. Aplicació de Configuració 




Es genera un formulari mitjançant la característica de generació de formularis a partir d’un model. 
Aquest conté els atributs corresponents al concepte Configuració i les dades si existeixen, ja que és un 
Singleton i no es permeten noves altes. Per a mostrar el formulari s’usa un template que s’emplena amb 
l’objecte formulari creat. 
 
La comprovació de la validesa de les dades i el control d’errors es realitza de la mateixa forma que en el 
cas de nouTiquet. L’emmagatzematge té una petita diferència, i és que s’ha redefinit la funció save() de 






I. 4. Proves 
 
Les proves de l’aplicació web s’han organitzat de dues formes. En primer lloc s’han anat realitzant 
simulacions d’interacció d’operaris, clients i l’administrador amb el sistema per a cada aplicació Django 
que es finalitzava, amb el que es comprovava que es complien els contractes de cada una d’elles i que 
s’oferia una bona usabilitat, tal com permetre a l’usuari navegar entre diferents seccions de forma 
còmoda, usar tipografies clares, etc. Un cop desenvolupades totes les aplicacions Django es realitza una 
simulació conjunta, amb el que s’obté una visió general del sistema. En segon lloc s’ha poblat la base de 
dades amb un conjunt significatiu de dades generat automàticament per un script. Aquesta prova és útil 
per a disposar d’un escenari més real, de manera que s’obté una primera aproximació a un entorn de 
producció. Un cop finalitzada la població s’han tornat a realitzar totes les proves anteriors. 
A continuació s’expliquen algunes de les proves que s’han dut a terme: 
- Generació i modificació de tiquets a partir d’una bústia de correu: per comprovar que el codi 
que s’encarrega de connectar-se a un servidor de correu electrònic funciona correctament s’han 
utilitzat diferents servidors de correu (gmail, hotmail,...) i configuracions. S’han generat correus 
electrònics amb diferents assumptes i continguts per assegurar que els tiquets es generin 
correctament i, en el cas que ja existeixin al sistema, que es modifiquin enlloc de crear-se de 
nous. 
 
- Cronjobs: s’han creat varis cronjobs des de l’aplicació web per comprovar que es poden afegir al 
fitxer de crontab del sistema operatiu. Aquests cronjobs es configuren amb diferents 
periodicitats per observar el seu comportament i si s’executen en el moment correcte. 
 
- Seguretat: s’han provat situacions que un usuari malintencionat podria intentar, tals com 
modificar la informació enviada des del client web al servidor (modificant el contingut que 
s’envia usant AJAX), executar funcionalitats que no tingui disponible o que no en tingui els 
permisos suficients, injecció de codi SQL, etc. Per altra banda, s’han provat varies configuracions 
dels permisos assignats a un usuari per comprovar que realment compleixen la seva finalitat. 
 
- Comunicació client-empresa: s’han realitzat varies proves per assegurar que el client rep els 
correus electrònics automàtics en els casos que es requereixi, i el contrari, que no els rebi si es 
configura com a tal. Aquest punt és important, ja que al tractar-se d’un sistema automàtic i 
transparent a l’empresa es podrien estar enviant correus electrònics massivament sense que 
aquest en tingués coneixement.  
 
- Validació formularis: s’han comprovat i ampliat les validacions que realitza la funció de Django 
encarregada de validar les dades d’un formulari. 
 
- Crear, modificar, llistar i eliminar: aquestes són operacions comunes per a tots els models del 
sistema, pel qual s’han realitzat proves per tots ells. Aquestes són les bàsiques, tals com crear 















En aquesta  part es desenvolupa l’aplicació per a mòbils i una API per l’aplicació web que s’ha 
desenvolupat en la primera part. Els passos que s’han seguit són els següents: 
 
- Anàlisi i especificació: es realitza el procés d’anàlisi i especificació de l’aplicació mòbil, que 
conté una breu introducció a les funcionalitats disponibles, el model conceptual i els casos d’ús 
amb els actors corresponents. 
 
- Disseny: quan es tenen clars els requisits i s’han analitzat correctament es procedeix al seu 
disseny, el qual conté els diagrames de col·laboració, els de components, el patrons usats i el 
disseny de les interfícies. 
 
- Disseny API: a partir del disseny de l’aplicació mòbil es dissenyen les funcions que l’API haurà de 
tenir disponibles. Així doncs, és en aquest punt, quan coneixem les necessitats de l’aplicació 
mòbil, que es pot iniciar el procés de disseny de l’API. 
 
- Implementació: es realitza la implementació de l’aplicació mòbil paral·lelament amb l’API. Es 
decideix seguir un procés incremental, és a dir, a mesura que s’afegeixen funcionalitats a 
l’aplicació mòbil es van afegint les corresponents a l’API. Aquesta forma de treballar permet 
realitzar proves de comunicació i resposta de forma paulatina entre el mòbil i el servidor web.   
 
- Proves: es realitzen proves de funcionament de l’aplicació mòbil conjuntament amb l’API i de les 
noves funcionalitats de l’aplicació web. 
 
Quant a les característiques, que defineixen l’aplicació mòbil, es poden mencionar les següents: 
- Usuaris: llistar la informació dels clients existents al sistema, facilitant-ne als operaris la 
comunicació a través de trucades o correus electrònics i coneixent-ne la ubicació, que es 
mostrarà en un mapa. 
 
- Tiquets: afegeix una nova via per obrir un tiquet, per tant, des del mòbil es poden crear tiquets, 
consultar-los o modificar-los. També es poden crear albarans, llistar-los o signar-los i crear 
seguiments per un tiquet i consultar-los. 
 
- Materials:  llistar els materials existents al sistema per a associar-los a un albarà. 
 
- Esdeveniments: llistar els esdeveniments existents al sistema associats a l’operari actiu. 
 
- Signatura digital: en el darrer pas de la creació d’un albarà es permet que el client el signi, 
mitjançant la pantalla tàctil que incorporen els mòbils. 
 
- Notificacions PUSH: recepció de notificacions, en la barra corresponent d’Android,  en la creació 





- Geolocalització: ubicar en un mapa la posició actual d’un operari. 
 
- Gestió de tokens: sistema de creació i revocació de tokens (veure glossari) per a identificar els 
operaris que realitzen sol·licituds a l’API.  
 
- API RESTful: utilització de l’arquitectura RESTful (veure tecnologies) per implementar l’API. 
 
En els següents apartats s’explicaran amb més profunditat aquestes característiques i es veurà com 




II. 1. Anàlisi i especificació 
 
En aquesta part es desenvolupa l’aplicació per a mòbils amb sistema operatiu Android [3] i el 
corresponent desenvolupament d’una API en la part del servidor, concretament integrant-ho amb 
l’aplicació web desenvolupada en l’anterior part. Per tant, a partir d’aquest punt es fa referència tant a 
l’aplicació per a mòbil com a l’aplicació web, és a dir, es detallen tots aquells components que entren en 
joc per al funcionament de la nova aplicació. 
La idea fonamental és dotar d’una eina de treball mòbil pels operaris que s’encarreguen d’oferir el 
servei d’atenció informàtica als clients de l’empresa. Les funcionalitats que ha d’oferir aquesta aplicació 
són les mateixes de les que gaudeix l’aplicació web, però sempre tenint en compte que es tracta d’un 
terminal de dimensions reduïdes, pel qual certes funcions no estaran disponibles. Principalment es 
prioritzen aquelles que són realment útils pel dia a dia dels operaris, que no requereixen d’un gran 
consum de bateria i d’una gran resolució de pantalla. Per tenir una idea més clara de quines seran 
aquestes característiques disponibles s’usaran les definicions de les aplicacions de la primera part i se’n 




Aplicació de comptes d’Usuari 
 
Com s’ha comentat, aquesta aplicació només està disponible per l’administrador, i ja que l’aplicació per 
a mòbil està pensada per ser usada pels operaris no té molt de sentit oferir l’opció de crear i gestionar 
usuaris des del mòbil. Tampoc interessa un sistema de registre d’usuaris, ja que aquest procés el realitza 
l’administrador des de l’aplicació web (no es tracta d’un sistema de registre obert al públic). La 
funcionalitat que s’ofereix en aquest punt és la de llistar els clients i accedir a les seves dades. A de servir 
per a facilitar a l’operari la comunicació amb els clients, ja sigui posant-li a disposició una forma ràpida 
de trucar-los o bé d’enviar-los un correu electrònic.     
 
Aplicació de Tiquets 
 
S’afegeix la possibilitat de crear tiquets a través del mòbil, que es complementa amb les anteriors vies 
que s’han explicat anteriorment (web, email i trucada telefònica). En aquest cas es sol·licita la següent 
informació: client, prioritat, resum i descripció. 
Les altres funcionalitats que ofereix, referents a la gestió de tiquets són: llistar tots els tiquets sense 
assignar, llistar els tiquets assignats a l’operari actiu, resoldre un tiquet, tancar un tiquet sense albarà, 
tancar un tiquet amb albarà, crear un albarà sense tiquet associat, signar digitalment un albarà, llistar 
els seguiments, crear nous seguiments, agafar un tiquet (s’assigna a l’operari actiu) i alliberar un tiquet 
(el tiquet passa a estar sense assignar). 
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Quant a la gestió d’albarans, en aquest cas es permet crear-ne de nous ja que la majoria de les vegades 
la informació necessària a introduir s’autocompleta automàticament ja que s’assignen a tiquets, els 
quals contenen la major part de les dades necessàries. La informació que es sol·licita és: el client al que 
va dirigit, el temps a facturar, el material usat i informació addicional quan sigui necessària. En els casos 
que sigui possible obtenir la signatura del client s’habilitarà una opció per introduir-la fent ús de la 
pantalla tàctil del terminal. Un cop signat es guardarà la signatura en el servidor i es marcarà l’albarà 
com a tal. 
Com a valor afegit, en el moment de la creació d’un tiquet des de l’aplicació web, es rebrà una 
notificació push al mòbil. D’aquesta forma l’operari tindrà constància en tot moment i immediatament 
de l’existència de nous tiquets que tingui assignats. 
  
Aplicació de Materials 
 
S’ofereix l’opció de llistar els materials disponibles, per a assignar-los a un albarà. A cada material 
assignat se li pot associar un número de sèrie. Amb aquest sistema es permet mantenir un control més 
acurat de quins materials es venen als clients, i per exemple, en futures situacions, mantenir un control 
de garanties gràcies a l’associació entre un material i el seu número de sèrie. També es manté un control 
d’estoc, restant les unitats disponibles quan s’assignen a un albarà i incrementant-les en el cas que es 
modifiqui l’albarà. En aquest cas, i per característiques del client, no és tenen en compte estocs 
negatius, és a dir, situacions en que el material ofert a un client indiqui un estoc de zero unitats.  
 
Aplicació de Proveïdors 
 
No disponible. És tracta d’una situació semblant a l’aplicació d’usuaris. En aquest cas un operari no té 





L’aplicació mòbil permet mostrar una llista dels esdeveniment actius associats a l’operari que està fent 
ús de l’aplicació. Quan un esdeveniment estigui actiu i vigent, és a dir, la data i hora d’inici correspon 
amb la data i hora actual, es rebrà una notificació push al mòbil indicant-ho. 
 
Aplicació de Països 
 




Aplicació de Configuració 
 
No disponible. No és necessari configurar des del mòbil opcions de funcionament de l’aplicació web. 
 
1.2. Altres funcionalitats 
 
Aquestes són les funcionalitats principals que ofereix l’aplicació web i la correspondència amb les 





Un dels motius del desenvolupament d’aquesta aplicació és el de substituir la gestió d’albarans en 
paper, que l’empresa està utilitzant actualment, per un mitjà tecnològic, com és la gestió d’albarans en 
format electrònic. Així doncs, per aconseguir un canvi correcte entre els dos formats s’han d’oferir les 
mateixes possibilitats que s’han ofert fins el moment, el que planteja com tractar l’assumpte de les 
signatures que els clients realitzen en els albarans. Per a solucionar-ho, l’aplicació disposa d’una 
funcionalitat per a realitzar aquesta tasca. La forma de treballar és la següent:  es mostra una pantalla 
amb un espai buit a on signar i un espai que mostra les hores facturades en l’albarà, de tal manera que 
quan el client signa accepta la facturació d’aquestes hores. Aquesta signatura, juntament amb la 
informació de l’albarà, s’envia al servidor que s’encarrega d’emmagatzemar-ho. S’ha decidit no guardar 
la signatura en el dispositiu mòbil per a raons de seguretat. 
Cal però realitzar una puntualització important, ja que aquest no és estrictament un sistema de 
signatura digital. En un sistema d’aquestes característiques s’utilitza un certificat digital, el qual serveix 
per a signar un document o en el nostre cas una imatge d’una signatura. El problema és que l’escenari 
en que es troba l’aplicació, seria necessari disposar dels certificats digitals de tots els clients, amb la seva 
corresponent clau privada, situació que no està permesa, ja que per això és una clau privada. Per 
exemple, un escenari correcte seria que fos l’operari el que signa digitalment un document, ja que 
aquest sí que podria disposar del seu certificat digital en el seu dispositiu mòbil.  Una alternativa seria 
fer ús d’un dispositiu lector de carnets amb certificat integrat, tal com els DNIe. Finalment s’ha decidit 
que, donat l’abast d’aquest projecte, la inclusió d’aquesta característica estaria fora del mateix i que es 
planteja com una futura millora. Així doncs, la signatura digital es basarà únicament amb la creació 
d’una imatge que contindrà la signatura del client (no es pot afirmar que aquesta signatura associí de 








Es tracta d’una característica que ofereix el sistema operatiu Android. En les comunicacions push no és 
el client qui constantment, o cada cert període de temps, sol·licita informació a un servidor, sinó que és 
aquest darrer el que es comunica amb el client quan sigui necessari. Aquesta metodologia de treball 
redueix molt les operacions necessàries a realitzar per part del mòbil, el que significa una reducció 
important en l’ús de la bateria. 
En aquesta aplicació es poden rebre tres tipus de notificacions: en la creació de tiquets, en l’activació 
d’un esdeveniment i en la recepció de missatges de text enviats explícitament des de l’aplicació web. En 
els dos primers casos és el servidor que s’encarrega de generar de forma automàtica les notificacions, 
segons el compliment d’unes regles, mentre que la darrera notificació s’origina a partir de la interacció 
d’un usuari. Aquest darrer cas serveix per enviar avisos a un operari des de l’aplicació web, sense haver 




Aquesta funcionalitat serveix per a localitzar els operaris. El funcionament és el següent: des de 
l’aplicació web se selecciona un operari i es sol·licita la seva localització, passat un temps raonable 
(tenint en compte que segons la localització de l’operari pot tenir més o menys cobertura) es mostra en 
un mapa la seva localització, o en el cas que no es trobi es mostra la seva darrera posició guardada, si 
existeix. 
 
Autentificació i autorització.  
 
Tal com s’ha comentat, l’aplicació per a mòbil està limitada als operaris, pel qual es necessita un sistema 
d’identificació. Interessa que aquesta identificació no s’hagi de realitzar cada vegada que s’inicia 
l’aplicació, pel que es farà ús d’un token que ens facilita el servidor i que s’emmagatzemarà al propi 
dispositiu. D’aquesta forma es pot accedir, durant un temps preestablert, a l’aplicació sense haver 
d‘introduir les dades d’identificació cada vegada. 
Un cop autenticats el servidor Django pot fer ús de les funcions que té disponibles per a controlar si 




Per a dur a terme la comunicació entre el mòbil i l’aplicació web es fa ús d’una API REST, que permet 
comunicar-se fent ús del protocol HTTP(s) intercanviant missatges amb format JSON o XML. 
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1.3. Model conceptual 
 
Per a la realització d’aquesta part s’han d’introduir nous conceptes en el model conceptual mostrat en 
l’anterior part. Aquests es mostraran amb vermell en el diagrama, mentre que el conceptes que no 
siguin rellevants s’eliminaran del diagrama per a facilitar-ne la lectura. 
 
 
Figura 1.1: Model conceptual modificat 
 
Els nous conceptes són: API TOKEN i DISPOSTIU, mentre que en els conceptes OPERARI, ALBARÀ i 
CONFIGURACIÓ s’hi ha afegit els atributs geolocalització, signatura i opcions d’enviament de 
notificacions push, respectivament. 






Figura 1.2: Model conceptual aplicació web 
 
La majoria de conceptes fan referència a objectes d’accés a dades (DAO), que s’usen per a representar 
les dades rebudes pel servidor en format JSON o XML en objectes. Es pot observar una similitud amb 
alguns dels conceptes del diagrama anterior, però en aquest només s’inclouen aquells atributs 




1.4. Casos d’ús 
Actors 
 
Operari: usuari que fa ús de l’aplicació per al mòbil. Per defecte pot realitzar totes les funcionalitats que 
l’aplicació ofereix, a menys que des de la gestió de permisos de l’aplicació web se li denegui alguna 
funcionalitat. 
Client: s’encarrega de firmar albarans. 
Administrador: pot enviar missatges a tots els mòbils dels operaris des de l’aplicació web, localitzar la 
posició dels operaris i activar o desactivar l’enviament de notificacions automàtiques als operaris 
després de certes accions. 






















Diagrama de casos d’ús 
 
 







A continuació es detallen els casos d’ús introduïts en el diagrama anterior. 
Cas d’ús: llistar clients. 
Actors: operari. 
Propòsit: llistar els clients disponibles al sistema. 
Resum: mostrar una llista de clients. Aquesta contindrà la informació més rellevant, tals com el nom de 
l’empresa, la persona de contacte, telèfon i email. De cada un dels clients es pot obtenir més informació 
mitjançant la seva selecció en la llista. En el detall es mostra la direcció física, codi postal, ciutat, 
província i fax, a més de les indicades anteriorment. A partir d’aquestes dades es poden realitzar 
trucades, enviar emails i mostrar la direcció en un mapa des de la pròpia aplicació.  
Cas d’ús: llistar albarans. 
Actors: operari. 
Propòsit: llistar els albarans disponibles al sistema. 
Resum: mostrar una llista d’albarans. Aquesta contindrà la informació més rellevant, tals com número 
d’albarà, client assignat, data de creació i hores facturades. De cada un dels albarans es pot obtenir més 
informació mitjançant la seva selecció en la llista. En el detall es mostra el material assignat, si n’hi ha, 
un indicador per saber si està firmat, l’operari assignat i un comentari, a més de les indicades 
anteriorment. 
Cas d’ús: llistar materials. 
Actors: operari. 
Propòsit: llistar els materials disponibles al sistema. 
Resum: mostrar una llista de materials. En el moment de la creació d’un albarà es pot mostrar una llista 
amb el material que es pot incloure. 
Cas d’ús: llistar tiquets no assignats. 
Actors: operari. 
Propòsit: llistar els tiquets disponibles al sistema que no tenen cap operari assignat. 
Resum: mostrar una llista de tiquets sense assignar. 
Cas d’ús: llistar tiquets operari. 
Actors: operari. 
Propòsit: llistar els tiquets disponibles al sistema que estan assignats a un operari. 
Resum: mostrar una llista de tiquets assignats a l’operari que la sol·licita. 
Cas d’ús: llistar esdeveniments. 
Actors: operari. 
Propòsit: llistar els esdeveniments disponibles al sistema que estan assignats a un operari. 
Resum: mostrar una llista d’esdeveniments assignats a l’operari que la sol·licita. 
Cas d’ús: crear tiquet. 
Actors: operari. 
Propòsit: introduir un nou tiquet al sistema. 
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Resum: s’introdueixen les dades corresponents a un tiquet i es sol·licita l’emmagatzematge al sistema. 
El tiquet sempre s’associa a un operari ja que és aquest que el crea des del mòbil que té associat. Si 
l’opció és activada s’envia un email de notificació al client.  
Cas d’ús: crear albarà. 
Actors: operari. 
Propòsit: introduir un nou albarà al sistema. 
Resum: s’introdueixen les dades corresponents a un albarà o bé s’introdueixen a partir d’un tiquet 
existent. Un cop introduïdes es permet escollir entre guardar o guardar i firmar. En aquest darrer cas 
s’emmagatzema la firma del client juntament amb el nou albarà. Aquest s’associa a un client, a un 
operari i a material en el cas que se’n utilitzi, i en aquests casos s’actualitza l’estoc de material. Si la 
introducció s’ha fet a partir d’un tiquet aquest s’associa amb el nou albarà.  
 
Cas d’ús: crear seguiment tiquet. 
Actors: operari. 
Propòsit: introduir un nou seguiment per un tiquet al sistema. 
Resum: s’introdueix una descripció i es selecciona la visibilitat d’aquesta. Si aquesta és privada el client 
no podrà visualitzar-la. Finalment es sol·licita l’emmagatzematge al sistema. Si l’opció és activada s’envia 
un email de notificació al client. 
 
Cas d’ús: resoldre tiquet. 
Actors: operari. 
Propòsit: canviar l’estat d’un tiquet a resolt. 
Resum: es sol·licita el canvi d’estat del tiquet a resolt i s’ofereix la possibilitat d’introduir un darrer 
seguiment amb informació referent al canvi d’estat. Si l’opció és activada s’envia un email de notificació 
al client. 
 
Cas d’ús: tancar tiquet. 
Actors: operari. 
Propòsit: canviar l’estat d’un tiquet a tancat. 
Resum: es sol·licita el tancament d’un tiquet, amb possibilitat de realitzar un albarà. Si no es sol·licita la 
creació d’un albarà assignat al tiquet s’ofereix la possibilitat d’introduir un darrer seguiment amb 
informació referent al tancament, en cas contrari aquesta informació es pot incloure en el propi albarà. 
Si l’opció és activada s’envia un email de notificació al client. 
 
Cas d’ús: signar albarà. 
Actors: client. 
Propòsit: signar un albarà. 
Resum: en el moment de la creació d’un albarà, o bé en albarans existents al sistema i que no estiguin 
signats, es permet crear una nova signatura que s’associarà a aquest albarà. 
 
Cas d’ús: assignar / alliberar tiquet 
Actors: operari. 
Propòsit: modificar l’assignació d’un tiquet. 





Cas d’ús: autenticació / sol·licitud TOKEN 
Actors: operari. 
Propòsit: autenticació d’un operari al sistema. 
Resum: un operari envia les seves credencials (usuari i contrasenya) al sistema encarregat d’autenticar-
les. Si són correctes es retorna a l’operari una cadena de caràcters (token) que l’identificarà per un 
temps preestablert. Aquest token s’emmagatzema al mòbil per a permetre futures autenticacions sense 
necessitat de tornar a introduir les credencials (fins que expiri el token o bé sigui rebutjat). 
 
Cas d’ús: enregistrar dispositiu. 
Actors: sistema. 
Propòsit: enregistrar el mòbil als servidores que ho requereixin. 
Resum: en la primera execució de l’aplicació en el mòbil, i en els casos que es detecti que aquest encara 
no ha estat enregistrat, s’envia una informació que identifica al terminal a un servidor, o varis. En aquest 
cas s’envia als servidors propis, és a dir, els que s’usen en l’aplicació web, i als servidor de Google que 
gestionen les notificacions push (més endavant es detallen tots aquests conceptes). 
 
Cas d’ús: eliminar registre dispositiu. 
Actors: sistema. 
Propòsit: eliminar el registre d’un dispositiu en un conjunt de servidors. 
Resum: es realitza el procés contrari al cas d’ús anterior, en aquest es sol·licita als servidors que 
eliminen el registre que tenen del mòbil. 
 
Cas d’ús: receptor missatges push. 
Actors: sistema. 
Propòsit: gestionar notificacions push. 
Resum: quan el sistema detecta la recepció d’una petició determinada, en aquest cas una petició per 
part dels servidors de Google, la processa i realitza les accions que tingui configurades. En la recepció 
d’aquestes peticions es mostra un missatge a la barra de notificacions d’Android.  
 
Cas d’ús: receptor localització. 
Actors: sistema. 
Propòsit: gestionar la geolocalització d’un operari. 
Resum: quan el sistema detecta la recepció d’una petició determinada, en aquest cas la recepció d’una 
nova geolocalització, la processa i realitza les accions que tingui configurades. 
 
Cas d’ús: enviar geolocalització. 
Actors: sistema. 
Propòsit: emmagatzemar la localització d’un operari al servidor (a partir d’aquest punt quan es parli de 
servidor farà referència al servidor que s’usa per a l’aplicació web de la primera part).  
Resum: aquest cas d’ús és cridat pel cas d’ús anterior, que li envia la latitud i la longitud d’un operari. Un 
cop rebuda aquesta informació s’envia al servidor per a emmagatzemar-se. 
 
Cas d’ús: localitzar operari. 
Actors: administrador. 
Propòsit: conèixer la posició actual d’un operari. 
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Resum: s’envia un missatge al mòbil de l’operari indicat, que activa automàticament el receptor de 
localització, que es queda a l’espera de rebre una nova geolocalització. Si aquesta s’envia correctament 
al servidor es visualitza la posició en un mapa, en cas contrari es mostra la darrera posició coneguda de 
l’operari, si es disposa d’ella. 
 
Cas d’ús: enviar missatge a un dispositiu. 
Actors: administrador. 
Propòsit: enviar un missatge al mòbil d’un operari. 
Resum: es selecciona un operari que tingui un mòbil registrat, s’introdueix el missatge i s’envia. Aquesta 
sol·licitud s’envia als servidors de Google, que s’encarreguen de reenviar-lo al mòbil indicat. Un cop 




Esdeveniments de sistema 
 
La comunicació entre el mòbil i el servidor es realitza mitjançant l’ús de direccions que posa a disposició 
l’API del servidor. En totes les sol·licituds a l’API (menys en les pròpies de l’autenticació inicial) es 
requereix enviar un token, que identifica aquesta sol·licitud amb un usuari vàlid del sistema. 
  
Cas d’ús: Autenticació / Sol·licitud TOKEN 
 
Nom: login(usuari,contrasenya) 
Propòsit: autenticació d’un operari al sistema. 
Precondicions: 
1. L’usuari i la contrasenya no estan buits. 
Postcondicions: 
1. Es comprova si existeix una sessió activa i vàlida, en tal cas s’accedeix amb aquesta 
informació, sense necessitat de realitzar cap sol·licitud al servidor. Les següents 
postcondicions no es realitzen. 
2. Es crea login:LoginDAO amb els valors passats per paràmetre. 
3. Es converteix login:LoginDAO a format JSON. 
4. S’envia el JSON al servidor. 
5. El servidor comprova que les credencials siguin correctes i, si és el cas, crea un token únic 
(no en pot existir un altre d’igual) i el guarda a token:ApiToken, juntament amb la data de 
creació. 
6. Es lliga token:ApiToken amb usuari:Operari a través de l’associació “accedeix_amb”. 
7. Es crea un nou JSON amb el token assignat a l’operari i la data d’expiració. 
8. S’envia com a retorn de la crida del punt 3. 
9. S’emmagatzema al mòbil la informació rebuda. 






Cas d’ús: llistar clients 
 
Nom: llistarClients() 
Propòsit: llistar els clients disponibles al sistema. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
Postcondicions: 
1. Es sol·licita al servidor els clients existents al sistema. 
2. Es rep la informació dels clients en format JSON. 
3. Es crea clients:ClientDAO. 
4. Es converteix de format JSON a objectes i s’emmagatzemen a clients:ClientDAO. 
a. Es crea extra:Metadata i s’associa a clients:ClientDAO. 
b. Per a cada client es crea client:Client i s’associa a clients:ClientDAO. 
i. Es crea usuari:Usuari. 
ii. Es crea ciutat:Ciutat. 
iii. Es crea provincia:Provincia. 
5. Es crea una llista amb la informació de clients:ClientDAO. 
 
 
Cas d’ús: llistar albarans 
 
Nom: llistarAlbarans() 
Propòsit: llistar els albarans disponibles al sistema. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
Postcondicions: 
1. Es sol·licita al servidor els albarans existents al sistema. 
2. Es rep la informació dels albarans en format JSON. 
3. Es crea albarans:AlbaraDAO. 
4. Es converteix de format JSON a objectes i s’emmagatzemen a albarans:AlbaraDAO. 
a. Es crea extra:Metadata i s’associa a albarans:AlbaraDAO. 
b. Per a cada albarà es crea albarà:Albarà i s’associa a albarans:AlbaraDAO. 
i. Es crea operari:Operari. 
ii. Es crea client:Client. 
iii. Per a cada material assignat es crea material:Material. 
5. Es crea una llista amb la informació d'albarans:AlbaraDAO. 
 
 
Cas d’ús: llistar materials 
 
Nom: llistarMaterials() 
Propòsit: llistar els materials disponibles al sistema. 
Precondicions: 




1. Es sol·licita al servidor els materials existents al sistema. 
2. Es rep la informació dels materials en format JSON. 
3. Es crea materials:MaterialDAO. 
4. Es converteix de format JSON a objectes i s’emmagatzemen a materials:MaterialDAO. 
a. Es crea extra:Metadata i s’associa a materials:MaterialDAO. 
b. Per a cada material es crea material:Material i s’associa a materials:MaterialDAO. 
5. Es crea una llista amb la informació de materials:MaterialDAO. 
 
Cas d’ús: llistar tiquets no assignats / assignats 
 
Nom: llistarTiquets(assignats=false/true) 
Propòsit: llistar els tiquets disponibles al sistema que no tenen cap operari assignat / i els que si. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
Postcondicions: 
1. E sol·licita al servidor els tiquets no assignats / assignats a l’operari existents al sistema. 
2. Es rep la informació dels tiquets no assignats / assignats en format JSON. 
3. Es crea tiquets:TiquetDAO. 
4. Es converteix de format JSON a objectes i s’emmagatzemen a tiquets:TiquetDAO. 
a. Es crea extra:Metadata i s’associa a tiquets:TiquetDAO. 
b. Es crea client:Client i s’associa a tiquets:TiquetDAO. 
c. Per a cada seguiment associat al tiquet es crea seguiment:SeguimentDAO i s’associa 
a tiquets:TiquetDAO. 
5. Es crea una llista amb la informació de tiquets:TiquetDAO. 
 
 
Cas d’ús: llistar esdeveniments 
 
Nom: llistarEsdeveniments() 
Propòsit: llistar els esdeveniments disponibles al sistema que estan assignats a un operari. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
Postcondicions: 
1. Es sol·licita al servidor els esdeveniments existents al sistema de l’operari. 
2. Es rep la informació dels esdeveniment assignats a l’operari en format JSON. 
3. Es crea esdeveniments:EsdevenimentDAO. 
4. Es converteix de format JSON a objectes i s’emmagatzemen a esdeveniments: 
EsdevenimentDAO. 
a. Es crea extra:Metadata i s’associa a esdeveniments:EsdevenimentDAO. 
b. Per a cada esdeveniment es crea esdeveniment:Esdeveniment i s’associa a 
esdeveniments:EsdevenimentDAO. 




Cas d’ús: Crear tiquet 
 
Nom: nouTiquet(client,prioritat,assumpte,informació) 
Propòsit: introduir un nou tiquet al sistema. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
2. El client existeix al sistema. 
3. El valor de prioritat ha de ser: BAJA, MITJANA o ALTA. 
4. El valor d’assumpte i informació no és buit. 
Postcondicions: 
1. Es crea tiquet:TiquetDAO amb els valors passats per paràmetre. 
2. Es converteix tiquet:TiquetDAO a format JSON. 
3. S’envia el JSON al servidor. 
4. El servidor recupera l’operari a partir del token indicat i utilitza les dades del JSON per a 
crear un tiquet. 
5. A partir d’aquest punt els esdeveniments que es succeeixen són els mateixos que s’han 
explicat en el cas d’ús corresponent de la primera part. 
 
 
Cas d’ús: Crear albarà 
 
Nom: nouAlbarà(client,informació,temps_facturat,tiquet,materials,signatura) 
Propòsit: introduir un nou albarà al sistema. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
2. El client existeix al sistema. 
3. El valor de temps_facturat no és buit i el format és vàlid (hores). 
4. Els materials existeixen al sistema. 
5. En els casos que s’indiqui un tiquet aquest ha d’existir al sistema. 
Postcondicions: 
1. Es crea albarà:AlbaraDAO amb els valors passats per paràmetre. 
2. Es converteix albarà:AlbaraDAO a format JSON. 
3. S’envia el JSON al servidor. 
4. El servidor recupera l’operari a partir del token indicat i utilitza les dades del JSON per a 
crear un albarà. 
5. A partir d’aquest punt els esdeveniments que es succeeixen són els mateixos que s’han 
explicat en el cas d’ús corresponent de la primera part, tenint en compte que apareixerà un 
nou camp, la signatura.  
 
 
Cas d’ús: Crear seguiment tiquet 
 
Nom: nouSeguiment(comentari, és_públic, tiquet) 




1. Existeix un token vàlid per l’operari sol·licitant. 
2. El tiquet existeix al sistema. 
3. El valor de és_públic ha de ser “true” o “false”. 
Postcondicions: 
1. Es crea seguiment:SeguimentDAO amb els valors passats per paràmetre. 
2. Es converteix seguiment:SeguimentDAO a format JSON. 
3. S’envia el JSON al servidor. 
4. El servidor recupera l’operari a partir del token indicat i utilitza les dades del JSON per a 
crear un nou seguiment. 
5. A partir d’aquest punt els esdeveniments que es succeeixen són els mateixos que s’han 
explicat en el cas d’ús corresponent de la primera part, tenint en compte que no s’utilitza 
l’atribut nou_estat, per tant els seguiments es tracten com un comentari. 
 
 
Cas d’ús: Resoldre tiquet 
 
Nom: resoldreTiquet(comentari, és_públic, tiquet) 
Propòsit: canviar l’estat d’un tiquet a resolt. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
2. El tiquet existeix al sistema. 
Postcondicions: 
1. S’utilitza el procediment del cas d’ús “crear seguiment tiquet”, amb la diferència que la 
direcció de l’API a on es dirigeix la sol·licitud és diferent. 
 
 
Cas d’ús: Tancar tiquet 
 
Nom: tancarTiquet(tiquet,crear_albarà?) 
Propòsit: canviar l’estat d’un tiquet a tancat. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
2. El valor de crear_albarà? ha de ser “true” o false”. 
3. El tiquet existeix al sistema. 
Postcondicions: 
1. Si el valor de crear_albarà? és “false” es realitza el mateix procediment que en el cas d’ús 
“resoldre tiquet”, amb la diferència que s’indica que es tracta d’un tancament enlloc d’una 
resolució. 







Cas d’ús: Signar albarà 
 
Nom: signarAlbarà(albarà,signatura) 
Propòsit: signar un albarà. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
2. L’albarà existeix al sistema i no està signat. 
Postcondicions: 
1. Es crea signatura:SignaturaDAO amb els valors passats per paràmetre. 
2. Es converteix signatura:SignaturaDAO a format JSON. 
3. S’envia el JSON al servidor. 
4. El servidor recupera albarà:Albarà del sistema a partir de la informació que recupera del 
JSON. 
5. Es modifica l’atribut signatura d’albarà:Albarà amb la informació rebuda. 
 
Cas d’ús: Assignar / Alliberar tiquet 
 
Nom: modificarAssignacióTiquet(tiquet,assignar?) 
Propòsit: modificar l’assignació d’un tiquet. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
2. El tiquet existeix al sistema. 
3. El valor d’assignar? ha de ser “true”, “false”. 
Postcondicions: 
1. Es crea un JSON amb el valor de tiquet. 
2. Segons el valor d’assignar? s’envia el JSON a una direcció del servidor o una altra. 
3. Si el valor d’assignar? és “true” s’utilitza el cas d’ús “assignar tiquet” de la primera part. 
4. Si el valor d’assignar? és “false” s’esborra l’associació entre Tiquet i Operari.  
 
 
Cas d’ús: Enregistrar dispositiu 
 
Nom: enregistrarDispositiu() 
Propòsit: enregistrar el mòbil als servidores que ho requereixin. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
2. El dispositiu no està enregistrat. 
Postcondicions: 
1. S’envia als servidors de Google un identificador únic que disposen tots els mòbils Android, 
juntament amb un identificador de l’aplicació que Google ofereix per a gestionar aquest 
servei (cal recordar que, com s’ha dit, en un apartat posterior s’expliquen amb més detall 
aquests conceptes). 
2. Si el registre ha finalitzat satisfactòriament s’obté un identificador generat per Google que 
s’associa amb el mòbil. Aquest identificador es guarda en un fitxer al mòbil. 
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3. Si es compleix la postcondició 2 es crea gcm:GcmDAO amb l’identificador rebut. 
4. Es converteix gcm:GcmDAO a format JSON. 
5. S’envia al servidor el JSON. 
6. Es crea dispositiu:Dispositiu amb l’identificador rebut si no existeix un dispositiu associat a 
l’operari. En cas contrari es modifica l’atribut “identificador_registre”. 
7. Si s’ha creat un nou dispositiu els valors de “data_creació” i “data_modificació” són la data 
actual, mentre que l’atribut “està_actiu” és “true”. En el cas que s’hagi modificat un 
dispositiu només es modifica la “data_modificació”. 
8. Es lliga dispositiu:Dispositiu amb usuari:Operari a través de l’associació “posseeix_un”. 
9. Si el registre amb el servidor ha finalitzat correctament s’accedeix al fitxer creat en la 
postcondició 2 i es marca com a vàlid. 
10. Si el registre amb el servidor no ha finalitzat correctament s’elimina el fitxer anterior i es 
sol·licita als servidors de Google que també eliminin el registre dels seus sistemes. 
 
 
Cas d’ús: Eliminar registre dispositiu 
 
Nom: eliminarRegistreDispositiu() 
Propòsit: eliminar el registre d’un dispositiu en un conjunt de servidors. 
Precondicions: 
1. Existeix un token vàlid per l’operari sol·licitant. 
2. El dispositiu està enregistrat. 
Postcondicions: 
1. Es recupera el registre que s’obté en el cas d’ús anterior i s’envia una sol·licitud als servidors 
de Google, juntament amb aquest registre, per a què l’eliminin. 
2. No se sol·licita explícitament al servidor l’eliminació d’aquest registre, ja que quan aquest 




Cas d’ús: Receptor missatges push 
 
Nom: receptorPush() 
Propòsit: gestionar notificacions push. 
Precondicions: 
1. El receptor està enregistrat i a l’espera de sol·licituds. 
Postcondicions: 
1. Quan el receptor rep una sol·licitud la processa i crea un missatge amb el contingut 
d’aquesta que es mostra a la barra de notificacions d’Android. 
2. En el cas que el contingut del missatge rebut correspongui a un valor preestablert s’activa el 
receptor de localitzacions i s’inicia el cas d’ús “receptor localització”. 





Cas d’ús: Receptor localització 
 
Nom: receptorLocalització() 
Propòsit: gestionar la geolocalització d’un operari. 
Precondicions: 
1. El receptor està enregistrat i a l’espera de sol·licituds. 
Postcondicions: 
1. Quan el receptor rep una nova geolocalització s’inicia el cas d’ús “enviar geolocalització”. 
2. El receptor es desactiva i ja no continua a l’espera. 
 
 
Cas d’ús: Enviar geolocalització 
 
Nom: enviarGeoLocalització(latitud,longitud) 
Propòsit: emmagatzemar la localització d’un operari al servidor. 
Precondicions: 
1. Els valors de latitud i longitud no estan buits. 
Postcondicions: 
1. Es crea localització:LocalitzacióDAO a partir dels paràmetres rebuts. 
2. Es converteix localització:LocalitzacióDAO a format JSON. 
3. S’envia el JSON al servidor. 
4. Recupera l’operari:Operari a través de l’associació entre aquest i el token. 
5. Es modifica el valor de l’atribut “geolocalització” amb els valors rebuts. 
 
 
Cas d’ús: Enviar missatge a un dispositiu 
 
Nom: enviarMissatgeDispositiu(operari,missatge) 
Propòsit: enviar un missatge al mòbil d’un operari. 
Precondicions: 
1. L’operari existeix al sistema. 
2. L’operari té assignat un dispositiu actiu. 
3. El missatge no supera un límit de caràcters establert. 
Postcondicions: 
1. Es recupera el valor de l’atribut “identificador_registre” del dispositiu associat a 
l’operari:Operari. 
2. Es genera una sol·licitud amb el valor anterior i s’envia als servidors de Google, que realitzen 
els seus processos interns. 








Cas d’ús: Localitzar operari 
 
Nom: localitzarOperari(operari) 
Propòsit: conèixer la posició actual d’un operari. 
Precondicions: 
1. L’operari existeix al sistema. 
2. L’operari té assignat un dispositiu actiu. 
Postcondicions: 
1. S’envia un missatge amb un contingut predeterminat al dispositiu associat a l’operari 
utilitzant el cas d’ús “enviar missatges a un dispositiu”. 
2. Quan el dispositiu rep el missatge, a través del cas d’ús “receptor missatges push”, activa el 
cas d’ús “receptor localització”, que alhora usa el cas d’ús “enviar geolocalització” quan en 
detecta una de nova. 
3. El servidor s’espera un temps preestablert (és possible que l’operari es trobi en una ubicació 
que no hi ha cobertura i, per tant, no tindria sentit esperar indefinidament), a partir del qual 
es poden produir dues situacions: 
a. Rep una nova localització. En tal cas modifica l’atribut “geolocalització” de l’operari 
en curs amb les noves dades. Posteriorment es mostra un mapa amb aquesta 
posició. 
b. No rep cap localització passat el temps límit. En tal cas si existia una geolocalitació 







II. 2. Disseny 
2.1. Patrons de disseny 
 
El patró de disseny que s’ha seguit per a realitzar l’aplicació per a mòbils és el Model-Vista-Controlador 
[11], o MVC d’ara en endavant, que permet separar les dades d’una aplicació, la interfície d’usuari i la 
lògica de negoci en tres components diferents que es relacionen entre si. 
- Model: representa les dades que utilitza l’aplicació.  
 
- Controlador: atén les peticions dels usuaris i s’encarrega de la lògica de negoci. Fa de pont entre 
el model i la vista, ja que processa les consultes que rep de les vistes i realitza consultes al 
model. El resultat d’aquesta darrera consulta és la que es mostra a la vista, possiblement previ 
tractament. 
 
- Vista: s’encarrega de presentar les dades del model de dades. 
 
Els beneficis d’aquest patró són que permet desenvolupar més ràpidament, de forma modular i 
mantenible. Es poden realitzar modificacions en qualsevol dels components sense que afecti, almenys 
en gran mesura, a cap dels altres. Per exemple, si un dissenyador d’interfícies vol modificar una pantalla 
no hauria d’afectar el funcionament del model.  
A continuació s’explica com s’ha adaptat el patró MVC a l’aplicació que s’està dissenyant. Com que en 
aquest punt la tecnologia ja està escollida perquè és un requisit de l’empresa, les adaptacions fan 
referència a conceptes de la tecnologia d’Android. En aquest punt només s’introdueixen, per el qual si 
se’n vol obtenir més informació es pot trobar a la secció de tecnologies. 
- Model: en l’aplicació no s’utilitza una base de dades per a persistir dades, ja que es troben en 
l’aplicació web i són consultades, a través d’una API, en el moment que són necessàries. El 
motiu de no persistir les dades en una base de dades és degut al petit volum amb el que es 
treballa i que són, en la major part, molt volàtils. En cas contrari, els avantatges que aportaria 
serien inferiors als desavantatges, tals com un major consum de memòria, major temps de 
processament, problemes de sincronització, etc. Tot i això, no es realitza una consulta a l’API per 
cada interacció, sinó que es manté en una memòria intermèdia les dades més actuals, per evitar 
així repetides peticions al servidor.  
Encara que, un petit conjunt de dades sí que es mantenen emmagatzemades al dispositius. 
Aquestes són les usades pel sistema de tokens i pel sistema de Google Cloud Messaging [6]. Per 
guardar-les s’utilitza l’eina que ens facilita el propi sistema operatiu per a emmagatzemar 
preferències. 
Així doncs, les classes que conformen el model són: classes DAO encarregades de representar 
continguts JSON en objectes i les classes encarregades de treballar amb les SharedPreferences 
- Controlador: les Activity realitzen el paper del controlador, capturant els esdeveniments de les 
Views, realitzant la lògica de negoci, interactuant amb els IntentServices o les classes que usen 
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les SharedPreferences (model). Els IntentService també es tracten com a controladors, tot i que 
segons altres punts de vista es podrien tractar com a vistes. S’ha considerat que, com que no 
ofereixen una interfície d’usuari i, per tant, no existeix una interacció directa amb aquest, no es 
poden considerar com una vista. 
 
- Vista: aquest paper el realitzen les View a través dels layout XML o per mitjà de programació. 
Són aquestes vistes les que mostren la informació a l’usuari d’una forma “humana” i que 
capturen les interaccions que són processades pels controladors. 
 
















Figura 2.1: Diagrama de l’estructura del patró de disseny MVC 
 
El procés que es segueix és el següent: 
1. L’usuari interactua amb una View, per exemple, sol·licita una llista de clients. 
 
2. La interacció es captura al FragmentActivity (molt semblant a un Activity), que usant el 
FragmentMananger i el FragmentTransaction (no mostrats en el diagrama ja que només 





























3. El Fragment configura les dades necessàries per a realitzar la consulta a l’API i comprova les 
dades rebudes des de la View (a través del FragmentActivity) si és necessari (per exemple si es 
tracta d’un mètode POST). Finalment inicia l’IntentService. 
 
4. L’IntentService es comunica mitjançant HTTP amb l’API i queda a l’espera de rebre una resposta. 
 
5. L’API recupera de la base de dades la llista de clients, els guarda en format JSON i ho envia de 
retorn al IntentService que l’ha cridat. 
 
6. L’IntentService envia el JSON rebut al Fragment. 
 
7. El Fragment utilitza una classe DAO per a convertir el JSON a objectes. Finalment, a través del 
FragmentActivity s’actualitza la View amb el contingut recuperat. 
 
 
2.2. Diagrames de col·laboració 





Figura 2.2: Diagrama de col·laboració login  
 
Quan s’inicia l’aplicació al mòbil es comprova, en primer lloc, si al fitxer de preferències de l’aplicació hi 
ha guardat un token. En tal cas es comprova si el token és vàlid, és a dir, que la data d’expiració és 
superior a la data actual. Si és vàlid es sol·licita al gestor de l’aplicació principal que l’emmagatzemi, de 
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manera que l’operari quedarà actiu durant la resta d’execució. En cas contrari, si no és vàlid s’inicia el 
procés encarregat de sol·licitar el nom d’usuari i contrasenya a l’operari. Aquest cas es mostra en el 
següent diagrama, que s’ha separat de l’anterior per a millorar-ne la comprensió. 
 
Figura 2.3: Diagrama de col·laboració login part 2 
El gestor de serveis és l’encarregat d’iniciar i monitoritzar els serveis, que són els responsables de 
realitzar la comunicació amb l’API que publica el servidor de l’aplicació web. De cada sol·licitud a l’API es 
rep una resposta, tan si es produeix un error com si no. Aquesta resposta no sempre es produeix 
immediatament, motiu pel qual s’utilitza un servei que pot funcionar amb un fil d’execució independent 
i asíncron. 
Els paràmetres que es passen amb el missatge iniciarServei(login,loginJSON) entre :GestorServeis i 
:Servei indiquen a quina direcció de l’API s’ha de realitzar la crida i el contingut a enviar en format JSON, 
respectivament.   
El contingut del diagrama de l’:API en endavant fa referència al procés que es realitza en el servidor de 
l’aplicació web. És en aquest a on es troba emmagatzemada la informació dels operaris, i a on es 
comprova si les dades són correctes. La informació usuari i contrasenya que s’envia amb el missatg login 
entre :API i :GestorUsuaris s’obté a partir del JSON que es rep des del mòbil. Aquest JSON es deserialitza 
per a obtenir-ne les dades que s’hi han inclòs. 
Si l’usuari existeix, està actiu i la contrasenya correspon amb la indicada es genera un token. Aquest 
s’emmagatzemarà i s’associarà a l’operari indicat. Finalment aquest token s’envia amb el retorn de la 
crida a l’API, que rep l’aplicació del mòbil. Tot i que en el diagrama es mostra el retorn com a “token:=” 




En el cas que s’obtingui un token es sol·licita al :GestorPreferencies que l’emmagatzemi al mòbil per a 
poder oferir la possibilitat d’accedir-hi en una futura execució sense haver de repetir tot el procés. Per 
finalitzar es marca al :GestorAplicació l’operari com actiu.    
 





Figura 2.4: Diagrama de col·laboració llistarClients 
 
Quan es sol·licita a :Servei que envií un missatge a :API el primer que es fa és recuperar de 
:GestorAplicació el token de l’operari. Aquest és el que s’ha obtingut en el diagrama anterior, quan es 
realitza l’autenticació. En la crida clientsGET() s’envia de forma implícita aquest token, que s’adjunta 
amb la resta d’informació que circula entre els dos components.  
Un cop que :API rep la sol·licitud el primer que realitza és comprovar si el token rebut és vàlid, és a dir, si 
existeix al sistema i si correspon a un operari del sistema. Aquesta comprovació no s’ha mostrat al 
diagrama per a claredat i perquè s’ha explicat més detalladament en la introducció d’aquesta secció. 
Posteriorment es recuperen els clients del sistema i es retornen a l’emissor en format JSON (recordar 
que la informació entre :Servei i :API viatja en format JSON). Quan el :GestorClients rep els clients en 
aquest format sol·licita al :GestorJSON que els converteixi a un objecte ClientDAO. Amb aquests objectes 











Figura 2.5: Diagrama de col·laboració llistarAlbarans 
En aquest cas el funcionament és el mateix que en el cas anterior, amb la única diferència que es 
treballen amb objectes Albarà enlloc d’objectes Client. Els dos elements que apareixen amb el mateix 
nom, :GestorAlbarans, no són en realitat el mateix controlador, ja que un és el que fa de controlador en 
l’aplicació per a mòbils i l’altre per l’aplicació web. 
 















Figura 2.7: Diagrama de col·laboració llistarTiquets 
El missatge tiquetsGET() entre :Servei i :API transporta un paràmetre, assignats?, que s’utilitza per 
distingir entre la recuperació d’una llista de tots els tiquets del sistema sense assignar i una dels tiquets 
assignats a l’operari emissor del missatge. El paràmetre operari dels missatges recuperarTiquets es 
recupera a partir del token que es rep de :Servei.  
 





Figura 2.8: Diagrama de col·laboració llistarEsdeveniments 
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Figura 2.9: Diagrama de col·laboració nouTiquet 
 
En primer lloc es recupera la llista de clients existents al sistema, a partir del cas d’ús llistarClients(). Un 
cop que l’operari introdueix les dades necessàries es crea un objecte TiquetDAO, que es converteix a 
format JSON mitjançant el :GestorJSON. Amb el resultat d’aquesta conversió s’inicia la crida a l’:API.  
En el moment que el servidor de l’aplicació web rep les dades es tracten i s’inicia la creació del tiquet. 













Figura 2.10: Diagrama de col·laboració nouAlbarà 
 
El primer pas és poblar els camps del formulari d’introducció de l’albarà amb la llista de clients 
disponibles i els materials, a menys que es tracti d’un albarà a partir d’un tiquet, situació en la que no es 
necessiten recuperar els clients, ja que el tiquet ja en té associat un. Quant a la llista de materials, en 
realitat només es carrega en la primera sol·licitud d’introducció d’un nou material, ja que en el cas que 
no se’n utilitzi cap no fa falta carregar-los. 
Un cop obtingues totes les dades es procedeix a crear un objecte AlbaraDAO que posteriorment es 
convertirà a format JSON. En el cas que es demani signar l’albarà s’inicia el procés de sol·licitud 
d’aquesta nova informació. 
Un cop que es rep el JSON a :API i es revisa per a obtenir-ne les dades que conté, s’inicia el cas d’ús crear 






Cas d’ús: Crear seguiment tiquet 
nouSeguiment(comentari, és_públic, tiquet) 
 
Figura 2.11: Diagrama de col·laboració nouSeguiment 
 




Figura 2.12: Diagrama de col·laboració resoldreTiquet 
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En la resolució d’un tiquet es crea un seguiment, pel que el diagrama és el mateix que el del cas d’ús 
crear seguiment, amb alguna petita modificació. En aquest cas la crida a l’:API és diferent, ja que s’indica 
que es desitja resoldre el tiquet indicat i crear un seguiment amb la informació passada. Una altra 
diferència és el cas d’ús de la primera part que es crida quan el servidor processa la sol·licitud a l’:API. 
 





Figura 2.13: Diagrama de col·laboració tancarTiquet 
 
En el cas que es sol·liciti la creació d’un albarà en el moment de tancar un tiquet es crida el cas d’ús 
crear tiquets, passant-li un tiquet com a paràmetre. 
Si és el que no es sol·licita la creació d’un albarà el diagrama que representa aquesta escena és molt 
semblant al cas d’ús resoldre tiquet, amb la diferència de la funció que es crida de l’:API i que el 



















Figura 2.14: Diagrama de col·laboració signarAlbarà 
 
En aquest diagrama no s’introdueix cap concepte o característica nova, principalment es prepara la 
signatura en el format vàlid per enviar-se al servidor a través de l’:API i en aquest es recupera 
l’identificador de l’albarà i la signatura, es cerca l’albarà, a través de l’identificador, emmagatzemat al 













Figura 2.15: Diagrama de col·laboració modificarAssignacióTiquet 
 
No s’utilitza una classe específica per a crear el JSON, tal com s’ha fet fins ara, sinó que es crea un JSON 
genèric. Com que l’única informació que usem és un identificador no s’ha trobat necessari crear una 
classe específica per aquest valor. Així doncs, el propi :GestorJSON pot crear el JSON a partir de 
l’identificador d’un tiquet. 
En la crida a l’:API és revisa el valor de l’atribut assignar?, ja que segons aquest es requereix realitzar una 
acció o una altra. Si el valor és “true” es pot usar el cas d’ús assignar tiquet introduït en la primera part. 
En cas contrari, s’ha de recuperar el tiquet del sistema identificat pel valor rebut per paràmetre i 












Figura 2.16: Diagrama de col·laboració enregistrarDispositiu 
 
S’ha fet servir una classe específica per a crear el JSON amb l’identificador que obtenim de Google, tot i 
que anteriorment s’ha comentat que no usem aquest tipus de classe per aquests casos. En aquest s’ha 
usat ja que es treballa amb un servidor que no administrem, pel qual no es pot assegurar quina 
informació circularà. Per aquest motiu es decideix crear una classe específica per aquesta situació. 
En el diagrama no s’han mostrat les postcondicions 9 i 10 ja que no són rellevants pel que es vol mostrar 
i es poden explicar semànticament. Pel que fa a la postcondició 9 s’enviaria un missatge entre 
:GestorDispositius i preferències:Preferències que marcaria un atribut d’aquestes que indica que el 
registre ha finalitzat correctament. Quant a la postcondició 10, s’enviaria un missatge a :Google 











Figura 2.17: Diagrama de col·laboració eliminarRegistreDispositiu 
 





Figura 2.18: Diagrama de col·laboració receptorPush 
 
Si el valor del paràmetre contingut és un que s’ha preestablert prèviament s’inicia el receptor de 








Figura 2.19: Diagrama de col·laboració receptorLocalització 
 
El :ReceptorLocalització es troba a l’espera de rebre una nova geolocalització, que pot provenir d’un 
dispositiu GPS (en aquest cas no, ja que per estalvi energètic s’ha optat per no usar aquest sistema), de 
la situació de punts wifi o antenes de telefonia. 
Quant el receptor captura una geolocalització es desactiva (ja no escoltarà més posicions) i activa el cas 
d’ús enviar geolocalització. 
 
Cas d’ús: Enviar geolocalització 
 
enviaGeoLocalització(latitud,longitud)   
 
Figura 2.20: Diagrama de col·laboració enviaGeoLocalització 
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Figura 2.21: Diagrama de col·laboració enviarMissatgeDispositiu 
 





Figura 2.22: Diagrama de col·laboració localitzarOperari 
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El valor del paràmetre missatge de la funció enviarNotificació està predeterminat per a què quan el 
mòbil el rebi s’activi el receptor de geolocalització. La funció enviarGeoLocalització(JSON) es rep quan el 
mòbil ha obtingut una nova posició i l’envia al servidor. 
 
2.3. Diagrames de components 
Login 
 












Figura 2.24: Diagrama de components GestorClients 
Materials 
 

















Figura 2.28: Diagrama de components GestorTiquets 
Dispositius 
 






Figura 2.30: Diagrama de components GestorEsdeveniments 
Geolocalització 
 





En aquest apartat es descriuen les interfícies que conformen l’aplicació per a mòbils. 

















Figura 2.32: Interfície  autenticació i interfície llista de tiquets assignats 
La primera imatge mostra la pantalla que es mostra a l’usuari el primer cop que accedeix a l’aplicació o 
quan no existeix cap sessió activa. En aquesta es demana el nom d’usuari de l’operari i la contrasenya. Si 
les dades introduïes són vàlides es mostra la pantalla de la segona imatge.  
La segona imatge mostra la pantalla principal de l’aplicació, amb la llista de tiquets assignats a l’operari 
autenticat. Les parts que la conformen són: 
1. És un ActionBar (veure secció de tecnologia). Des d’aquesta barra es permeten efectuar les 
accions disponibles per cada secció. Els icones que es mostren, d’esquerra a dreta, serveixen per 
actualitzar el contingut de la llista i per mostrar els tiquets sense assignar. 
 







3. És un menú que permet accedir a les diferents seccions sense haver de realitzar grans canvis en 
la interfície, el que millora la usabiltiat i facilita la navegabilitat. Més endavant s’explicarà que 
realitza cada opció del menú. 
 
4. Llista de tiquets assignats a l’operari autenticat. Cada línia de la llista correspon a un tiquet, i la 
informació que es mostra per a cada un d’ells és: identificador del tiquet, client assignat, estat 
del tiquet, data d’obertura i una imatge que, segons l’estat del tiquet, canvia. 
 
















Figura 2.33: Interfície llista de tiquets no assignats 
 
El format d’aquesta llista és el mateix que la llista de tiquets assignats a un operari. El botó (1) mostra la 






Creació de tiquets i detall 
 
 
Figura 2.34: Interfície formulari nou tiquet i pantalla detall tiquet 
 
En la primera imatge es mostra el formulari per crear un tiquet. Els dos primers atributs, client i 
prioritat, són selectors, pel que si es prem en qualsevol d’ells es mostra una llista amb els valors 
disponibles. El botó (1) inicia el procés de creació i emmagatzemat del tiquet. 
La segona imatge es mostra quan es selecciona un tiquet de la llista, i conté la informació detallada 
d’aquest. Concretament en aquest exemple és el detall del tiquet creat en la primera imatge. La secció 
de seguiment s’actualitza amb els nous seguiments que es realitzin del tiquet. En aquesta imatge es pot 
veure el que es crea per defecte quan s’obra un nou tiquet. El botó (2) inicia la pantalla d’introducció de 
nous seguiments. 
Com es pot veure en la segona imatge el disseny principal ha canviat, ja que no es mostren els menús 
secundaris. En aquestes situacions s’afegeix el botó (3), que s’utilitza per tornar a la pantalla principal. 
Amb aquesta funcionalitat s’aconsegueix un sistema robust de navegació, ja que en tot moment l’usuari 








Crear seguiment i detall 
 
Figura 2.35: Interfície formulari nou seguiment i interfície detall tiquet 
 
En la primera imatge es mostra el formulari per crear un nou seguiment d’un tiquet. El botó (1) inicia el 
procés de creació i emmagatzemat del seguiment. 
Quan finalitza l’emmagatzematge del seguiment es mostra el detall del tiquet amb els seguiments 







Accions pels tiquets 
Figura 2.36: Interfície accions per un tiquet 
 
Aquests menús es mostren quan es realitza una selecció llarga (es prem amb el dit durant un període 
més llarg de l’habitual) en una fila de les llistes de tiquets vistos en el punt anterior.  
El primer menú correspon als tiquets assignats, i la funcionalitat de cada opció és: 
- Resoldre tiquet: s’inicia la pantalla per a la introducció d’un nou esdeveniment. 
 
- Tancar tiquet (sense albarà):  s’inicia la pantalla per a la introducció d’un nou esdeveniment. 
 
- Tancar tiquet (amb albarà): s’inicia la pantalla per a la creació d’albarans, la qual contindrà la 
informació del tiquet seleccionat. 
 
- Alliberar tiquet: canvia l’assignació del tiquet seleccionat de l’operari autenticat a ningú, pel que 
es mostrarà a la llista de tiquets no assignats. 
 
El segon menú correspon als tiquets no assignats, i la funcionalitat de cada opció és: 




- Agafar tiquet: s’assigna el tiquet seleccionat a l’operari autenticat. 
 
Llista d’albarans i detall 
 
Figura 2.37: Interfície llista albarans i interfície detall albarà 
 
La primera imatge mostra la llista d’albarans existents al sistema. Cada línia de la llista correspon a un 
albarà, i la informació que es mostra per a cada un d’ells és: identificador de l’albarà, client assignat, 
hores facturades i data de creació de l’albarà. 
En l’ActionBar, apart del botó per actualitzar la llista d’albarans, apareix un nou botó (1) que s’utilitza 
per iniciar la creació d’un nou albarà. Quan  
La segona imatge es mostra quan es selecciona un albarà de la llista, i conté la informació detallada 
d’aquest. En les situacions en què l’albarà no es trobi signat apareix el botó (2), que s’encarrega d’iniciar 





Creació d’albarans i signatura 
 
 
   
Figura 2.38: Interfície formulari nou albarà i interfície signar albarà 
 
En la primera imatge es mostra el formulari per crear un albarà. Els dos primers atributs, client i temps 
facturat, són selectors, pel que si es prem en qualsevol d’ells es mostra una llista amb els valors 
disponibles. La resta d’opcions són: 
1. S’inicia el procés de creació i emmagatzemat de l’albarà. Es pregunta a l’operari si se signarà, i 
en cas afirmatiu es mostra la pantalla que es pot veure en la segona imatge. 
 
2. Es mostra una llista amb els materials disponibles. En aquesta es pot seleccionar un o més 
materials que s’afegiran a la interfície.  
 
3. Crear un nou camp al formulari, immediatament a la part inferior del material corresponent. 
Aquest camp s’utilitza per introduir el número de sèrie del material en qüestió. 
 








En la segona imatge es mostra la pantalla utilitzada per realitzar les signatures. En la part inferior 
s’informa al client de les hores facturades. Un cop es prem el botó finalitzar s’inicia el procés de creació i 
emmagatzematge de l’albarà.  
 
Llista de clients i detall 
 
Figura 2.39: Interfície llista clients i interfície detall client 
La primera imatge mostra la llista dels clients existents al sistema. Cada línia de la llista correspon a un 
client, i la informació que es mostra per a cada un d’ells és: nom del client, nom de la persona de 
contacte, opció per enviar un email i realitzar una trucada telefònica. 
La segona imatge es mostra quan es selecciona un client de la llista, i conté la informació detallada 
d’aquest.  
Les accions que es permeten realitzar, tant des de la llista com des del detall, són: 
1. S’inicia el client de correu electrònic predeterminat i es crea un correu amb el valor del 
destinatari configurat amb el corresponen al client seleccionat. 
 









3. S’inicia l’aplicació de mapes predeterminada i es mostra la posició del client segons la direcció 
d’aquest. 
 










































Figura 2.42: Interfície opcions i interfície llista esdeveniments 
 
En la pantalla principal es mostra el menú (1) quan es prem el botó corresponent del mòbil. Les opcions 
que ofereix són les següents: 
- “Logout”: finalitza la sessió actual i es mostra la pantalla d’autenticació. 
 
- “Eventos”: inicia la pantalla que es mostra en la segona imatge. Aquesta conté una llista amb els 
esdeveniments assignats a l’operari autenticat. 
 










Figura 2.43: Interfície notificacions PUSH 
 
Aquestes imatges mostren dos exemples de notificacions que un operari pot rebre. En la primera és 
mostra un missatge enviat de forma explícita des de l’aplicació web, en canvi en la segona el missatge 
s’autogenera pel servidor web quan es crea un tiquet assignat a l’operari autenticat. 
Com a recordatori, les notificacions que es poden rebre són: 
- Missatge explícit enviat des de l’aplicació web. 
 
- Missatge automàtic quan es crea un tiquet assignat a un operari. 
 






ENVIAR MISSATGE A UN OPERARI 
 
Figura 2.44: Interfície enviar missatge a un operari 
Aquesta és una de les noves interfícies que s’han afegit a l’aplicació web per a treballar amb les noves 
funcionalitats que s’ofereixen pels mòbils. En aquesta es mostra una llista dels operaris que tenen el 
mòbil registrat als servidors de Google i al propi servidor web i un camp per escriure un missatge curt. Si 
es produeix algun error en l’entrega Google ens retorna uns codis d’error, que són tractats i es mostra 
un missatge segons aquest error. 
LOCALITZAR OPERARI 




II. 3. Implementació 
3.1. Tecnologia 
 
El desenvolupament de l’aplicació per a mòbils es realitzarà per a sistemes operatius Android ja que 
l’empresa que ha sol·licitat aquest programari treballa amb dispositius que usen aquest sistema i, per 
tant, haver usat una altra tecnologia no hauria complert els prerequisits. 
Un cop es té clara la plataforma de desenvolupament es realitza el primer plantejament, que és quina 
versió d’Android utilitzar. En l’actualitat hi ha una gran controvèrsia en aquest àmbit, degut a la gran 
varietat de fabricants, que acostumen a implementar una versió modificada del sistema operatiu, i la 
continua aparició de nous models de terminals mòbils. En una situació ideal es desenvoluparia 
l’aplicació usant la darrera versió d’Android, ja que una versió més actual implica millores de rendiment, 
de seguretat i noves funcionalitats. Però és molt difícil trobar-se en aquesta situació, ans el contrari, 
s’acostuma a usar una versió antiga per a aconseguir més compatibilitat amb el major número de 
dispositius possibles. És a partir d’aquest concepte, compatibilitat, que s’acostumen a prendre les 
decisions. Així doncs, donada la seva importància, el primer que es realitzarà és un estudi de l’estat 
actual de la distribució de versions d’Android en els dispositius existents.      
Distribució de les versions Android 
 
El propi fabricant d’aquest sistema operatiu ofereix públicament les dades de com estan distribuïdes les 
versions als dispositius actius. A continuació es pot veure un diagrama i una taula amb dades 
actualitzades el 1 d’Octubre del 2012 [14]. 
 
 
Figura 3.1: Distribució versions sistema operatiu Android  
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Es pot veure clarament que la versió dominant és la 10, abastant més de la meitat dels dispositius, 
mentre que la darrera versió presentada, denominada Jelly Bean, no està casi distribuïda. Amb aquesta 
informació sembla clar que no és recomanable desenvolupar una versió amb compatibilitat posterior a 
la 10, sinó que, com a mínim, l’aplicació hauria de funcionar de la versió 10 en endavant. 
Per acabar de justificar-ho es pot usar el següent diagrama, que mostra el sumatori de percentatges 
vistos en la taula anterior. 
 
 
Figura 3.2: Compatibilitat segons versió Android   
 
Tota aplicació que usi la versió situada al damunt del diagrama tindrà 100% de compatibilitat, mentre 
que la que es trobi a la part inferior tindrà el % corresponent a l’eix Y.  
Aquestes dades ens donen una idea general de com es troba el mercat actual, però també és rellevant 
tenir en compte la situació particular de l’empresa que sol·licita el producte. En aquest cas els 
dispositius dels quals disposen els operaris usen la versió 2.3 i el del gerent la versió 4.0.4. 
Amb tota aquesta informació es decideix desenvolupar l’aplicació amb compatibilitat a partir de la 
versió 8 (Froyo). Per una banda només disposen d’un dispositiu amb versió 4.0.4, que a més pertany a 
una persona que inicialment no està pensada que usi l’aplicació, i per l’altra que la resta usa la versió 
2.3. El motiu, però, d’oferir de l’API 8 en endavant enlloc de l’API 9 és que es considera que un 12,9% és 




Per a desenvolupar l’aplicació s’han usat un conjunt de llibreries, algunes natives de Google i altres de 
tercers. A continuació se’n realitza una breu explicació: 
- Support Library version 4: és una llibreria de Google que permet usar alguna característica de 
les versions noves amb les versions antigues. Principalment, en l’aplicació que s’està 
desenvolupant, s’ha utilitzat per a incloure els Fragment, FragmentManager i 
FragmentTransaction (més endavant s’explica la seva utilitat).  
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- ActionBarSherlock [9]: una de les funcionalitats que s’afegeix a partir de la versió Honeycomb 
(3.0) és la denominada action bar, que aporta noves característiques a nivell de finestres, tals 
com opcions de navegació a través de l’aplicació o accions d’usuari. Aquestes funcionalitats, 
però, només es poden usar a partir de l’API 11, el que exclou un gran nombre de dispositius. Per 
altra banda, la llibreria mencionada en el punt anterior, la Suppor Library, tampoc ofereix 
aquesta opció. És per aquest motiu que s’ha optat per a usar l’ActionBarSherlock, que és una 
llibreria que permet usar l’action bar en les versions 2.x o superiors.  
 
- Google GSON: és una llibreria Java que permet convertir objectes Java a la seva representació 
JSON, i a la inversa. Aquesta s’ha usat per a convertir a un format únic (JSON) les dades que 
circulen entre el mòbil i el servidor de l’aplicació web. 
 
- Google Cloud Messaging [6]: és una llibreria que permet fer ús del servei de Google 
d’enviament de missatges a un dispositiu que utilitzi Android a través dels seus servidors. Ens 
ofereix les funcions per a registrar el dispositiu al servidor de Google, eliminar-lo i guardar 
l’identificador de registre al fitxer de preferències de l’aplicació, entre d’altres. 
 
Fins ara s’han mencionat diverses funcionalitats i característiques que s’han usat per a desenvolupar 




Per a desenvolupar una aplicació amb Android existeixen cinc blocs fonamentals: Fragment, Activity, 
Broadcast Intent Receiver, Service i Content Provider (no usat en aquesta aplicació). 
Activity 
Una manera d’entendre el concepte d’activity és trobar una correspondència amb una aplicació 
d’escriptori. Aquesta correspondència es troba amb una finestra o un quadre de diàleg. Una descripció 
més formal és que una activity és un component d’una aplicació que ofereix una pantalla amb la qual els 
usuaris poden interactuar per a realitzar una acció.   
Una activity pot iniciar-ne d’altres per a realitzar altres accions. Cada vegada que s’inicia una activity 
l’anterior es pausa i es manté en una pila LIFO administrada pel sistema. Quan aquesta nova activity 
finalitza es retorna a l’anterior (gràcies a la pila “last in, first out”). 
A cada activity se li assigna una finestra sobre la que es dibuixarà la interfície d’usuari. El contingut de la 
finestra s’indica de forma jeràrquica mitjançant vistes, que són objectes que implementen la classe 
View. Així doncs, es disposarà d’una View pare que conté a les View filles, i serà càrrec del pare conèixer 
la distribució dels seus fills. Aquestes View es dibuixen en pantalla i són el nexe d’unió entre l’usuari i 
l’Activity, ja que s’encarreguen de rebre els esdeveniments realitzats pels usuaris sobre la pantalla, tals 
com prémer un botó.  
Quan s’inicia una activity se li envia un Intent, que és una descripció abstracte d’una operació a realitzar. 
Per tant, en aquests casos l’Intent descriu l’activitat que es vol iniciar. També poden incloure una petita 
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quantitat de dades que poden ser usades per l’activity quan s’inicia. S’acostuma a utilitzar per a 
transmetre informació entre activities.  
En aquells casos que es vulgui rebre un resultat de l’activity que s’inicia es pot aconseguir modificant la 
funció d’inicialització, concretament es canvia startActivity (sense captura de resultat) per 
startActivityForResult(). 
Les activity disposen d’un cicle de vida, que es pot resumir en els següents estats: 
- Resumed: l’activity es troba en el primer pla de la pantalla i disposa del focus de l’usuari.  
 
- Paused: és quan en l’activity actual es mostra una altra activity que es troba en primer pla i 
disposa del focus. Aquesta nova no cobreix completament la primera o bé és parcialment 
transparent. L’activity pausada està completament viva (es mantenen els estats i la informació 
en memòria i continua associat al gestor de finestres) però en casos extrems de falta de 
memòria pot ser eliminada. 
 
- Stopped: l’activity es troba en segon pla i continua viva (en aquest cas no està associada al 
gestor de finestres). Pot ser eliminada en qualsevol moment que es necessiti disposar de 
memòria. 
 
A continuació es mostra un diagrama que representa la transició entre aquests estats. 
 
Figura 3.3: Transició d’estats d’una Activity 
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Broadcast Intent Receivers 
 
És un component que s’encarrega de rebre i reaccionar enfront de certs missatges emesos per el 
sistema o per una altra aplicació. Per a què funcioni no és necessari que l’aplicació que la registrat es 
trobi en execució, ja que el propi sistema té constància de la seva existència i s’encarregarà d’executar 




Com que una activity pot tenir un temps de vida curt i que es pot destruir en qualsevol moment apareix 
la necessitat de disposar d’un component que no tingui aquesta limitació. Aquesta és la funció dels 
services, que estan dissenyats per a mantenir-se en execució en segon pla independentment d’una 
activity. 
Un service pot executar operacions que requereixin d’un temps d’execució més llarg de l’habitual i no 
disposen d’una interfície d’usuari. L’execució d’aquestes operacions es realitza en el mateix fil 
d’execució que l’aplicació principal, pel que si el procés tardés molt a finalitzar es podria arribar a 
ocasionar un bloqueig de l’aplicació. És per aquest motiu que apareix una nova classe per a solucionar 
aquest problema, els IntentService, que realitzen el següent: 
- Creen un fil d’execució que realitza totes les operacions de forma separada al fil d’execució de 
l’aplicació principal.    
 
- Creen un cua d’execució que passen els intent d’un en un al manejador d’intents del service. 
 





Permeten dividir l’aplicació en fragments independents que poden ser combinats o mostrats per separat 
segons la mida de la pantalla. Són molt útils en les aplicacions destinades a tablets, ja que l’aplicació 
s’adapta millor a aquestes. Per exemple, en un mòbil es pot mostrar un únic fragment a mida completa, 
mentre que en una tablet es poden mostrar varis fragments i combinar-los, tot a partir de la mateixa 
aplicació. 
Cada fragment s’ha de dissenyar com un component modular i reutilitzable. Cada un d’ells té el seu 
propi cicle de vida i defineixen la seva pròpia interfície (en una Activity) i funcionament, el que permet 
incloure’ls per separat o conjuntament a la pantalla.  
En la següent imatge es pot veure un exemple del que s’acaba d’explicar. En la tablet s’utilitza una única 




Figura 3.4: Presentació de fragments segons dispositiu 
 
Amb aquesta distribució s’aconsegueix que en una tablet, de majors dimensions, es pugi visualitzar en 
una sola vista tota la informació, mentre que en un mòbil, de dimensions inferiors, es pugi visualitzar 
amb dos vistes, ja que en cas contrari s’hauria de mostrar la informació amb una mida de font molt 
petita i comprimida. 
Tot i que l’aplicació que s’està desenvolupant no requereix executar-se en una tablet (l’empresa no 
disposa d’aquests dispositius i no tenen la intensió de comprar-ne actualment) s’ha optat per usar els 
fragments per a motius d’escalabilitat i usabilitat. En primer lloc, permet treballar més naturalment amb 
l’action bar i els submenus, que funcionen amb una vista principal i afegeixen un nou fragment quan es 
selecciona una opció del menú. Per altra banda, en el cas que en un futur es desitgés utilitzar una tablet 
no s’hauria de modificar el codi font de l’aplicació. A part que la utilització de fragments no implica cap 
desavantatge, ans el contrari, s’adapta a les noves tendències en el desenvolupament d’aplicacions 
Android.    
 
FragmentManager i FragmentTransaction 
 
Facilita la gestió dels fragments, com per exemple afegir, modificar o substituir fragments en una 
activity. Per a realitzar aquestes operacions s’utilitza l’API que ofereix la classe FragmentTransaction. 
Altres funcionalitats: 
- Obtenir un fragment que existeix en una activity a través d’un identificador o un nom. 
 
- Desempilar un fragment de la pila. 
 





Google Cloud Messaging (GCM): Notificacions Push 
 
A vegades es requereix notificar a l’usuari de certs esdeveniments que succeeixen fora del dispositiu, 
normalment en una aplicació web o algun servei online. Per aconseguir això es poden usar diferents 
opcions, com per exemple mantenir oberta una connexió permanent amb el servidor o que l’aplicació 
revisi de forma periòdica si existeix alguna novetat que es necessiti notificar. Aquest tipus de 
comunicació s’anomena polling, ja que és el client qui consulta al servidor. En els dos casos es requereix 
un consum important de CPU, memòria i dades de xarxa.   
Per a solucionar aquest problema Google va introduir a Android, a partir de la versió 2.2 (Froyo), la 
possibilitat d’implementar notificacions de tipus push, el que significa que és el servidor el que es 
comunica amb el client quan és necessari. Així doncs, el client només ha d’esperar la recepció de 
notificacions, mentre que deixa de tenir la necessitat de consultar el servidor, estalviant així recursos.  
Per aconseguir aquesta funcionalitat s’afegeix en l’arquitectura de Google un servidor de missatgeria 
push o cloud to device, que es situa entre l’aplicació web i l’aplicació mòbil. Aquest servidor s’encarrega 
de rebre les notificacions enviades des de l’aplicació web i fer-les arribar a l’aplicació mòbil. Per això, ha 
de tenir constància de l’existència de les dues aplicacions, el que s’aconsegueix mitjançant un protocol 
que estableix Google per a registrar-les, el qual es mostra a continuació: 
 
 
Figura 3.5: Diagrama protocol comunicació servidor Google GCM 
 
1. L’aplicació Android ha de registrar-se en els servidors GCM com a client capaç de rebre 
missatges des d’aquest servei. Per a realitzar el registre s’ha d’enviar amb la funció encarregada 
d’aquest procés un identificador de l’aplicació prèviament registrada en els servidors de Google i 
un identificador únic del mòbil. Per poder fer ús d’aquesta funcionalitat es requereix: 
 
- Versió Android 2.2 o superior. 
- Tenir configurada un compte de Google en el dispositiu si s’utilitza una versió inferior o 
igual a la 3.0, en cas contrari no és necessari. 




2. Si el registre finalitza correctament es rep un codi de registre (RegID) que s’haurà de conservar 
en l’aplicació client. 
 
3. S’envia el codi de registre obtingut en el pas anterior al servidor d’aplicacions, que l’haurà de 
guardar. Aquest codi servirà per identificar de forma única a un client i s’utilitzarà alhora 
d’enviar-li un missatge. 
 
4. Per enviar un missatge a un client es requereix el RegID d’aquest i una ApiKey, que s’obté en el 
moment de registrar l’aplicació en els servidors de Google. El missatge s’envia al servidor de 
Google GCM. 
 
5. El servidor de Google GCM comprova que el RegID existeixi i sigui vàlid i que estigui associat 
amb l’aplicació identificada per l’ApiKey. Si tot és correcte envia el missatge al mòbil associat 
amb el RegID. 
 
6. Un receptor del client rep el missatge dels servidors de Google GCM i realitza la tasca 
programada (habitualment mostrar un missatge a la barra de notificacions). 
 
 
Cal tenir en compte que, si el punt 3 falla, és recomanable controlar-lo i sol·licitar als servidors de 
Google l’eliminació del registre acabat de realitzar. 
 
Fins ara s’ha parlat de l’aplicació per al mòbil i de com es comunica amb un servidor d’aplicacions. Doncs 
bé, a continuació s’explica la tecnologia que s’utilitzarà en aquest servidor. 
En primer lloc, la implementació es realitzarà amb Django, ja que és amb aquest framework amb el que 
s’ha desenvolupat l’aplicació web, pel que facilita treballar amb els conceptes ja introduïts. Si es volgués 
crear una aplicació nova amb una altra tecnologia s’acabaria realitzant feina duplicada, ja que per a 
realitzar una mateixa funcionalitat es disposaria de dos aplicacions. Per tant, s’opta per crear un sistema 
totalment integrat, que ofereix un millor control de l’entorn i una millor comunicació.  
El següent pas és estudiar quines possibilitats ofereix Django per crear una API, que no és més que una 
interfície que disposa d’un conjunt de funcions que poden ser usades des d’altres aplicacions. Després 
de cercar en la documentació s’arriba a la conclusió que no ofereix aquesta funcionalitat per defecte, tot 
i que es pot aconseguir una aproximació al funcionament d’una API usant varies funcionalitats de 
Django. Per exemple, es podria crear una funció que construís una resposta Http amb contingut JSON i 
que aquesta s’utilitzés en una vista. En casos senzills aquesta aproximació seria correcta, però si es 
volgués introduir la paginació, enviament de dades via POST, metadades, etc. es requeriria més 
complexitat en el desenvolupament. És en aquest punt que entren en joc els frameworks API per 
Django. Però, que ha d’oferir un framework API complet i robust? 
 
- Paginació. 
- Enviament de dades via POST amb validació. 
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- Publicació de metadades conjuntament amb el resultat de les consultes.    
- Publicació de l’API. 
- Gestió de la resposta HTTP. 
- Caché. 
- Serialització. 
- Control d’ús de l’API (número màxim de consultes per usuari, per dia, per tipus, etc.) 
- Control de permisos. 
- Autenticació. 
Altres factors ha tenir en compte, que no estan tan associats al funcionament en si del framework són: 
- Disposar d’una bona documentació. 
- Oferir un bon rendiment. 
- Disposar d’una comunitat activa per poder realitzar consultes o resoldre dubtes. 
Tenint en compte el conjunt d’aquests factors s’han trobat dos frameworks API per Django que els 
compleixen, almenys en la major part. 
- Django-tastypie: permet exposar els models de Django de forma senzilla i amb la possibilitat de 
disposar del control total sobre la informació que es mostra. S’integra perfectament amb la 
gestió de permisos i usuaris de Django, el que permet tenir un control coherent entre l’API i 
l’aplicació web. Ofereix la possibilitat de modificar totes les funcions que s’utilitzen durant el 
procés de recepció de sol·licituds i enviament de respostes, permetent així modificar-ne el 
comportament si ho requerim. Permet serialitzar amb diferents formats, tals com JSON, XML, 
YAML o bplist. Un altre factor que el caracteritza és que està dissenyat per a ser estès, és a dir, 
no és un sistema tancat, ans el contrari, es té una gran facilitat per afegir noves funcionalitats o 
modificar les existents.   
 
- Django-rest-framework:  està basat amb el concepte de vistes de classe de Django, afegeix una 
funcionalitat de control del framework a través de l’aplicació d’administració de Django, permet 
controlar els permisos i els usuaris, validació de formularis, adaptació de les classes permissions, 
renderers, authentication i parsers, negociació de contingut amb capçaleres Accept d’HTTP, etc. 
 
Finalment es decideix utilitzar Django-tastypie [15] per varis motius, com per exemple: 
- La documentació disponible és molt bona, oferint exemples i una gran varietat d’alternatives als 
casos habituals. 
 
- La comunitat és prou amplia per a obtenir respostes a les possibles consultes o dubtes. 
 
- Gran flexibilitat per a modificar el contingut de les respostes HTTP, que permet adaptar 
perfectament el que s’ha realitzat en l’aplicació web.   
 




- Facilitat per ampliar o modificar el codi font del framework, com per exemple afegir un nou 
sistema d’autentificació. 
 
- Permet usar diferents codis HTTP de retorn, que són molt útils per tenir un bon control des de 
l’aplicació mòbil segons la resposta obtinguda. 
 




L’arquitectura REST, o Transferència d’Estat Representacional, apareix com alternativa a SOAP i als 
serveis webs basats en el Llenguatge de Descripció de Serveis Web (WSDL).  
REST defineix un conjunt de principis arquitectònics que són usats per a dissenyar serveis web que es 
centren amb els recursos del sistema, incloïen com s’accedeix a l’estat d’aquests i com es transfereixen 




Utilització explícita dels mètodes HTTP 
Una de les característiques principals dels serveis web REST és l’ús dels mètodes HTTP, seguint el 
protocol definit per RFC 2616. Es busca que s’utilitzin aquests mètodes de manera que existeixi una 
consistència amb la definició del protocol, pel que s’estableix una associació un-a-un entre les 
operacions de crear, llegir, actualitzar i eliminar i els mètodes HTTP. Formalment: 
- POST: per crear un recurs en el servidor. 
- GET: per obtenir un recurs del servidor. 
- PUT: per canviar l’estat d’un recurs o actualitzar-lo. 
- DELETE: per eliminar un recurs del servidor. 
 
No manté estats 
Una aplicació o client d’un servei web REST ha d’incloure en la capçalera i en el cos HTTP de la petició 
tots els paràmetres, context i dades que necessita el servidor per generar la resposta, ja que no es 
manté l’estat de les peticions i, per tant, cada una ha de ser completa i independent. Amb aquesta 
manera de treballar els servidors no han de recuperar cap informació de context o estat al processar les 





Exposa URIs amb forma de directoris 
Les URI dels serveis web REST han de ser intuïtives i usables, pel que s’ha de ser capaç de saber quin és 
l’objectiu d’una crida a partir de la seva URI. Per exemple, a partir de http://localhost/clients  s’ha de ser 
capaç de conèixer la seva finalitat, que és obtenir una llista de clients. Si enlloc de retornar clients es 
retornessin, per exemple, models de cotxe, no seria gens intuïtiu per l’usuari. 
Per aconseguir aquests objectius es defineixen les URIs com una estructura de directoris, és a dir, de 
forma jeràrquica i amb rutes des de l’arrel. Per exemple, una URI arrel podria ser 
http://localhost/clients, i un directori d’aquesta http://localhost/clients/barcelona, que mostraria tots 
els clients de Barcelona. 
 
Transfereix XML i/o JSON 
La representació d’un recurs reflexa l’estat actual del mateix i els seus atributs en el moment que el 
client de l’aplicació realitza la petició. Aquest recurs es transforma a format XML o JSON per a poder 
intercanviar-se en les peticions i respostes. 
Per decidir quin format es desitja s’acostuma a utilitzar l’atribut HTTP Accept de la capçalera, a on 
s’indica un Content-Type, com per exemple, application/json (JSON), application/xml (XML) o 
application/xhtml+xml (XHTML). 
 
Un cop coneguts els detalls de l’anàlisi, el disseny i la tecnologia escollida ja es pot explicar la fase 
d’implementació. En aquesta secció es detalla tant la part de l’aplicació per a mòbils com l’API afegida a 
l’aplicació web. 
Abans de començar cal fer una puntualització. Com s’ha comentat, per poder utilitzar l’Action Bar en 
versions antigues d’Android s’ha fet ús de la llibreria ActionBarSherlock. Per aquest motiu es necessiten 
realitzar alguns canvis en les classes que s’utilitzaran, com per exemple, enlloc de la classe Fragment es 
fa servir SherlockFragment, SherlockFragmentActivity enlloc de FragmentActivity, etc. Aquests canvis 
són necessaris per a poder treballar amb aquesta llibreria. Doncs bé, s’ha optat per obviar aquests 
canvis alhora d’explicar la implementació, ja que es considera que pot confondre als lectors que no 
tenen coneixement de la llibreria o que no hagin llegit que s’està usant. Per altra banda, s’obtindrà una 
explicació més estàndard que s’adaptarà a les classes pròpies d’Android. 
 
3.2. Android Manifest 
 
Una part molt important en una aplicació Android és el fitxer AndroidManifest.xml, que conté 
informació essencial necessària sobre el sistema Android. Conté principalment els següents elements: 
- Nom del paquet Java, que s’utilitza com a identificador de l’aplicació. 
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- Descriu tots els components de l’aplicació, tals com Activitys, Services, Broadcast Receiveirs i 
Content Providers. Aquest punt és molt important, ja que, si per exemple no indiquem una 
Activity, es produirà un error quan s’intenti inicialitzar. 
 
- Determina quins permisos necessita l’aplicació per accedir a parts protegides (com utilitzar el 
GPS) i interactuar amb altres aplicacions. 
 
- Determina quins permisos necessiten altres aplicacions per accedir a certs components. 
 
- Declara el nivell mínim i màxim de l’API Android. 
 
- Llista les llibreries que estan enllaçades a l’aplicació. 
 





- android:minSdkVersion:  indica a partir de quina versió d’Android funciona l’aplicació. En 
aquest cas, tal com s’ha explicat en la secció de tecnologia, s’ofereix compatibilitat de l’API 8 
(Froyo 2.2) en endavant. 
 









Aquests són els permisos que necessita l’aplicació per a executar-se. Es comenten aquells que no 
queden clars amb el propi nom (per exemple, INTERNET i CALL_PHONE són prou clarificadors).  
- ACCESS_FINE_LOCATION: permet accedir a localitzacions amb el GPS, Wifi, antenes, etc. 
 
- GET_ACCOUNTS: dóna accés als comptes configurats en el mòbil. 
 
<uses-sdk 
        android:minSdkVersion="8" 
        android:targetSdkVersion="15" /> 
 
<uses-permission android:name="android.permission.INTERNET" /> 
    <uses-permission android:name="android.permission.CALL_PHONE" /> 
    <uses-permission android:name="android.permission.ACCESS_FINE_LOCATION" />         
    <uses-permission android:name="android.permission.GET_ACCOUNTS" /> 
    <uses-permission android:name="android.permission.WAKE_LOCK" /> 
    <uses-permission android:name="com.google.android.c2dm.permission.RECEIVE" />     
    <permission 
        android:name="sossati.mobilesati.permission.C2D_MESSAGE" 
        android:protectionLevel="signature" /> 
    <uses-permission android:name="sossati.mobilesati.permission.C2D_MESSAGE" /> 
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- WAKE_LOCK: manté el processador actiu (no permet que entri en estat de repòs). S’utilitza en el 
moment que es rep una notificació des dels serveis GCM. 
 
- com.google.android.c2dm.permission.RECEIVE: l’aplicació té permís per registrar i rebre 
missatges des dels serveis GCM. 
 
- sossati.mobilesati.permission.C2D_MESSAGE: controla que només aquesta aplicació rebi 







En aquest tag s’inclou la declaració de les activities, els services i els broadcast receivers. A mesura que 
es vagin introduint aquests components s’anirà mostrant el fragment del manifest corresponent. El que 
indica el tros actual són dades genèriques de l’aplicació, tals com el nom, la icona que es mostrarà, el 






Es crea una classe mobileSATI que estén d’Application. Aquesta s’utilitza per a mantenir estats globals 
que poden ser accedits des de qualsevol punt de l’aplicació. S’utilitza per mantenir el token que es rep 
un cop l’usuari s’identifica correctament en el sistema. S’ha declarat com a Singleton, ja que només es 
necessita una instància. Aquesta classe es pot veure com un controlador genèric visible per a la resta de 




Es crea una classe RESTService que estén d’IntentService. En aquesta es realitza el procés de 
comunicació HTTP amb l’API del servidor web. Principalment s’implementa la funció 
onHandleIntent(Intent), a on es fa ús de la llibreria nativa Apache HTTP Client d’Android.  




        android:name=".mobileSATI" 
        android:icon="@drawable/ic_sossati" 
        android:label="@string/app_name" 
        android:theme="@style/Theme.themesati" > 
 
 
<service android:name=".service.RESTService" /> 
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En primer lloc es crea un Intent que es passarà a l’IntentService. Es configura la direcció URL de l’API del 
servidor web a on es vol enviar la sol·licitud (sosSATIHttpApiV1.urlDeliveryNoteAddJSON() retorna 
aquesta URL), s’indica el mètode HTTP (GET,POST,PUT,DELETE) en el paràmetre EXTRA_HTTP_VERB, un 
conjunt extra de paràmetres a EXTRA_PARAMS i la funció responsable de gestionar el resultat obtingut 
de l’API a EXTRA_RESULT_RECEIVER. Finalment s’inicia el servei tot passant-li l’Intent creat.  
 





Com es veu, per defecte el paràmetre EXTRA_HTTP_VERB utilitza el valor GET, pel que si es desitja 
utilitzar aquest mètode HTTP no seria necessari indicar-lo explícitament en la crida. L’elecció d’aquest 
valor per defecte és a conseqüència que la major part de sol·licituds a l’API són GETs. 
Quan es prepara la connexió via HttpClient és important remarcar que s’inclou una capçalera que 




Com ja s’ha vist, mobileSATI és una instància del controlador de l’aplicació principal, a partir del qual 
s’obté el token prèviament emmagatzemat. El nom de la capçalera, “Authorization”, és el que la funció 
d’autenticació de la llibreria django-tastypie especifica.  
Quan es rep la resposta del servidor web s’envia la resposta al ResultReceiver que s’ha indicat per 
paràmetre en el moment d’iniciar el servei. Com que tots els Fragments necessiten fer ús d’aquest 
IntentService i, per tant, tots han de declarar un ResultReceiver a on rebre el resultat de les sol·licituds a 
l’API, s’ha decidit crear una classe pare que declara un ResultReceiver i que serà heretada per la resta de 
 
Intent intent = new Intent(activity, RESTService.class);   
intent.setData(Uri.parse(sosSATIHttpApiV1.urlDeliveryNoteAddJSON())); 
 
intent.putExtra(RESTService.EXTRA_HTTP_VERB, RESTService.POST);   
      
Bundle params = new Bundle(); 
params.putString("json", json); 
          
intent.putExtra(RESTService.EXTRA_PARAMS, params);         
intent.putExtra(RESTService.EXTRA_RESULT_RECEIVER, getResultReceiver()); 
     
activity.startService(intent); 
int verb = extras.getInt(EXTRA_HTTP_VERB, GET); 
Bundle params = extras.getParcelable(EXTRA_PARAMS); 
ResultReceiver receiver = extras.getParcelable(EXTRA_RESULT_RECEIVER); 
 
final String token = mobileSATI.getApiToken();    
if(token!=null) request.setHeader("Authorization", "Token "+token); 
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Fragments. Aquesta classe, que s’anomena RESTResponderFragment, estén de Fragment i implementa 
la funció onReceiveResult(), que bàsicament crida a abstract public void onRESTResult(int code, String 
result). Així doncs, és responsabilitat de les classes que estenen de RESTResponderFragment 
implementar la funció onRESTResult que rep el resultat de les sol·licituds a l’API. 
 
Gestió dels tokens 
 
Aquesta classe és l’encarregada de gestionar el token que identifica l’operari i que es rep del servidor 
web quan s’identifica. S’utilitzen les SharedPreferences que inclou Android, les quals guarden en un 
fitxer XML ubicat en el directori de l’aplicació, els valors que se li indiquin, en format clau-valor.  
Es guarden dos dades: TOKEN i EXPIRES. La darrera és d’utilitat per a comprovar si el token 
emmagatzemat és vàlid, és a dir, la data d’expiració guardada a EXPIRES és superior a la data actual del 
sistema. Cal remarcar que aquesta és una primera comprovació, però no l’única, ja que en el servidor 
sempre es realitza la mateixa comprovació. No es pot confiar només amb la primera ja que un usuari 
maliciós podria modificar manualment la data d’expiració del fitxer XML de tal manera que mai 
caduqués. 
Autenticació en l’aplicació 
 
El primer pas que es realitza quan s’inicia l’aplicació és comprovar si existeix un token vàlid pel quan 
l’operari es pot autenticar i accedir a l’aplicació sense haver d’introduir un usuari i contrasenya. Per 







Quan es crea l’activity LoginActivity es pregunta a la classe que gestiona els tokens si n’existeix un de 
vàlid, en cas afirmatiu s’emmagatzema en un atribut de la classe mobileSATI (Application) i s’inicia 
l’activity principal MainActivity, que ereta de FragmentActivity. Des d’aquesta es tindrà accés a la resta 
de funcionalitats de l’aplicació. En el cas que no existeixi un token vàlid es mostra a l’operari una 
interfície a on introduir un nom d’usuari i una contrasenya. 
Un cop que l’operari introdueix l’usuari i la contrasenya s’inicia el procés de comunicació amb l’API. A 
continuació es veu un exemple complet de com funciona el procediment, el qual servirà per la resta de 
casos, ja que el procés de comunicació segueix sempre els mateixos passos. 
En primer lloc es prepara la informació a enviar, en aquest cas un usuari i una contrasenya, que es 
converteix a JSON mitjançant la llibreria GSON i l’ús d’un objecte. 
<activity 
            android:name=".LoginActivity" 
            android:icon="@drawable/ic_launcher" 
            android:label="@string/app_name" > 
            <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
                <category android:name="android.intent.category.LAUNCHER" /> 















La classe UserLoginDAO conté dos atributs, username i password. Quan aquesta s’ha instanciat i 
assignat els valors corresponents es fa servir l’objecte obtingut per indicar a GSON, mitjançant la funció 
toJson, que es desitja convertir l’objecte en un string en format JSON. La resta de procediment és el 
mateix que s’ha explicat en l’apartat de comunicació android-servidor. 
El següent pas és recollir la resposta del servidor web, el qual es realitza des de la funció onRESTResult 













String user = ((EditText) 
activity.findViewById(R.id.txt_user)).getText().toString(); 
String psw = ((EditText) 
activity.findViewById(R.id.txt_psw)).getText().toString(); 
          
Gson gson = new Gson();  
UserLoginDAO userDao = new UserLoginDAO(user, psw); 
String json = gson.toJson(userDao); 
    
Bundle params = new Bundle(); 
params.putString("json", json); 
          
Intent intent = new Intent(activity, RESTService.class); 
intent.setData(Uri.parse(sosSATIHttpApiV1.urlUserAuthJSON())); 
intent.putExtra(RESTService.EXTRA_PARAMS, params);         
intent.putExtra(RESTService.EXTRA_HTTP_VERB, RESTService.POST); 
          
intent.putExtra(RESTService.EXTRA_RESULT_RECEIVER, getResultReceiver()); 
    
activity.startService(intent); 
@Override 
public void onRESTResult(int code, String result) { 
 if (code == 200 && result != null) { 
    
  Gson gson = new Gson(); 
  SessionDAO session = gson.fromJson(result, SessionDAO.class); 
    
  if(session != null && ApiToken.saveToken(activity, session)){          
mobileSATI.setApiToken(session.getToken()); 
          activity.startMain(); 
  } 
  else if(activity != null){ 
Toast.makeText(activity, "Fallo en la identificación", 
Toast.LENGTH_SHORT).show(); 
  }    
        } 
        else {          
            if (activity != null) { 
                Toast.makeText(activity, "Error de comunicación con el servidor", 
Toast.LENGTH_SHORT).show(); 
            } 




En la funció onRESTResult es passen dos paràmetres, el primer indica el codi HTTP de la respota i el 
segon el contingut de la mateixa. El codi HTTP és d’utilitat per a gestionar errors o situacions especials, 
com per exemple, si retorna un 401 sabem que el problema es troba en que la sol·licitud no ha estat 
autoritzada. 
La resposta es rep com un string, pel que es realitza el procés invers a l’enviament, és a dir, s’indica a la 
funció fromJSON de Gson la informació a convertir i el format destí en forma de classe. D’aquesta 
manera assigna valors als atributs de la classe indicada a partir de la correspondència de noms dels 
camps del JSON passat. Per exemple: 
- Es rep: {‘token’:’fskj29knda09nfanlka9i0nfnif...’, ‘expires’:’12-10-2012’} 
- En aquest JSON s’identifiquen dos atributs: token i expires. 
- Si la classe SessionDAO disposés dels atributs token i expires la funció fromJson els hi assignaria 
els valors del JSON amb correspondència de nom.  
 
Registre a Google Cloud Message Service 
 
Quan s’inicia l’aplicació, i després de realitzar l’autenticació, es comprova si el dispositiu es troba 
registrat en els servidors de Google Cloud Message (d’ara en endavant GCM) i en el servidor web. Els 
passos que es segueixen, mitjançant la llibreria GCM, són els següents: 
1. GCMRegistrar.checkDevice(this): comprova si el dispositiu es troba registrat, revisant si en 
les preferències emmagatzemades de l’aplicació hi ha un codi de registre vàlid. 
a. GCMRegistrar.register(this, SENDER_ID): si no està registrat s’inicia el procés amb la 
funció register, a on el paràmetre SENDER_ID conté l’identificador de l’aplicació 
registrada en els servidors d’aplicacions de Google. 
 
b. GCMRegistrar.isRegisteredOnServer(this): si està registrat en els servidors de GCM 
es comprova si ho està en el servidor web. 
 
2. ServerUtilities.register(context, regId): si no està registrat en el servidor web s’inicia el 
procés, passant el codi obtingut en el registre als servidors GCM. Aquest procés s’intenta un 
número MAX_ATTEMPTS de vegades, considerant que es poden produir problemes de 
connexió. Passats aquets intents si no s’ha aconseguit realitzar el registre es sol·licita, 





Des del FragmentActivity principal s’afegeix un nou Fragment, anomenat ClientsResponderFragment, 
que hereta de RESTResponderFragment. Un cop iniciat es sol·licita a l’API la llista dels clients, mitjançant 
el procés que s’ha explicat en l’autenticació.  
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A partir de la llista de clients en format JSON, que es rep des del servidor web, es crea un 
















S’obté una llista de clients, a on cada un es representa mitjançant un HashMap. La classe DaoTags 
s’utilitza per a conèixer, en diversos punts de l’aplicació, el nom de les claus que conté el HashMap en 
qüestió. 
Per a mostrar la llista de clients es fa ús d’un ListView, que es pobla a través de la classe 
ClientSimpleAdapter que estén de SimpleAdapter. El procés seguit és el següent: 
1. Es crea un objecte de ClientSimpleAdapter, passant-li com a paràmetre l’array de HashMaps 
creat anteriorment (ClientSimpleAdapter adapter = new ClientSimpleAdapter(activity, 
clientList,R.layout.item_client_list,null,null); 
 
2. Des de la classe ClientSimpleAdapter s’accedeix al contingut de cada HashMap que conté la 
llista, a partir del qual es crea un item amb els valors recuperats. Al finalitzar el procés s’obté un 







private ArrayList<HashMap<String, String>> clientList; 
... onRESTResult(int code, String result) { 
 ... getClientsFromJson(result); 
 ... 
} 
private void getClientsFromJson(String json) { 
          
 Gson gson = new Gson();   
 c = gson.fromJson(json, ClientDAO.class); 
          
 for(int i=0;i<c.objects.size();i++){ 
  HashMap<String, String> map = new HashMap<String, String>(); 
    
  map.put(DaoTags.TAG_COMPANY, c.objects.get(i).companyName); 
  map.put(DaoTags.TAG_USER, c.objects.get(i).user.completName()); 
  map.put(DaoTags.TAG_PHONE, Integer.toString(c.objects.get(i).phone)); 
  map.put(DaoTags.TAG_FAX, c.objects.get(i).fax); 
  map.put(DaoTags.TAG_EMAIL, c.objects.get(i).user.email); 
  map.put(DaoTags.TAG_STREET, c.objects.get(i).street); 
  map.put(DaoTags.TAG_ADDRESS, c.objects.get(i).completAddress());     






Optimitzacions en la classe ListView 
 
Com que el procés de creació de ListViews és una tasca fonamental per l’aplicació, ja que es realitzen 
una gran quantitat de poblacions, es decideix cercar la manera més eficient per a usar-les. 
1. Patró ViewHolder [7] 
 
En la creació del ListView a través del SimpleAdapter es crida la funció getView per a cada item, 
a on es fa ús de la funció findViewById per accedir als elements del XML que s’usaran per a 
mostrar els valors de l’objecte a tractar. Aquest procés és costós, ja que per cada item s’ha 
d’accedir al fitxer, i en el cas que es construeixi una llista amb molts elements es pot veure més 
perjudicat. Per aquest motiu apareix la classe ViewHolder, la funció de la qual és emmagatzemar 
l’estructura dels elements XML que necessitem en memòria, de manera que en cada crida a 
getView no es necessiti fer ús del findViewById, a excepció de la primera vegada. 
 
2. Paginació 
En el cas que les llistes que es sol·liciten a l’API fossin molt llargues es podria produir una 
disminució de la eficiència de l’aplicació. Imaginem disposar de 100.000 clients. En tal cas el 
servidor retornaria un string molt gran, que fins i tot podria concloure amb un error per superar 
el límit permès en les transferències. Per altra banda, seria necessari crear 100.000 items per la 
ListView, el que segurament ocasionaria lentitud en la seva generació o fins i tot que el 
dispositiu es quedés sense memòria. També, des d’un punt de vista d’usabilitat, és casi 
improbable que un usuari necessiti consultar 100.000 clients d’un sol cop, sinó que en la majoria 
dels casos consultarà 1 o 2 clients, pel que seria molt poc eficient recuperar-los tots. Per a 
solucionar aquesta situació s’utilitza la paginació, que no és més que recuperar la informació en 
llistes més petites, per exemple de 20 elements.  
La llibreria django-tastypie permet indicar la grandària de les llistes que es retornen i afegir en 
cada una d’elles un camp metadata que conté informació per a obtenir els següents elements. 
Així doncs, quan des de l’aplicació per a mòbils es rep la informació sol·licitada s’emmagatzema 
un nou atribut que indica com obtenir els següents 20 elements. D’aquesta forma, quan es 
detecta que l’usuari està visualitzant el darrer element de la llista actual, es recuperen els 
següents elements, que s’afegeixen a la llista. Tot aquest procés es realitza de forma transparent 
a l’usuari, el qual no ha de realitzar cap sol·licitud explicita per a obtenir els següents elements, 











Es realitza el mateix procediment que en la llista de clients, modificant les classes DAO usades i el 
SimpleAdapter. 
En aquest cas, per a cada item de la ListView, s’afegeix un listener que mostra un menú quan es realitza 
una pulsació llarga sobre ell. Aquest menú ofereix les opcions de resoldre, tancar amb albarà, tancar 
sense albarà i agafar o alliberar un tiquet. 
 
Recepció de notificacions PUSH 
 








Aquest fragment de codi indica que els Intents que es rebin des dels serveis GCM seran rebuts per la 
classe GCMReceiver. Aquesta classe estén GCMBroadcastReceiver i en ella es configura qui és 





Figura 3.6: Comunicació entre GCM i classes receptores 
 
És en la funció onMessage(Context,Intent) de la classe GCMIntentService a on finalment es reben els 
missatges i es processen. El contingut del missatge s’extreu de l’Intent i s’analitza. Si és un valor 
preestablert s’inicia el procés de recepció de geolocalitzacions, en cas contrari es mostra una notificació 
en el mòbil. En el primer cas es realitza el següent: 
 
<service android:name=".gcm.GCMIntentService" /> 
<receiver 
     android:name=".gcm.GCMReceiver" 
     android:permission="com.google.android.c2dm.permission.SEND" > 
     <intent-filter> 
         <!-- Receives the actual messages. --> 
         <action android:name="com.google.android.c2dm.intent.RECEIVE" /> 
         <!-- Receives the registration id. --> 
         <action android:name="com.google.android.c2dm.intent.REGISTRATION" /> 
         <category android:name="sossati.mobilesati" /> 























El procediment seguit és: 
1. S’obté del sistema el LocationManager, que permet treballar amb localitzacions. 
 
2. En el cas que en la configuració del dispositiu estigui desactivada l’opció de rebre 
posicionaments a través de la xarxa es finalitza el procés, ja que sense aquesta opció no es pot 
realitzar cap pas. 
 
3. Es crea el BroadcastReceiver que s’encarregarà de rebre les geolocalitzacions i s’activa, ja que 
per defecte no està actiu per motius d’estalvi energètic. 
 
4. Es crea un Intent amb el filtre “sossati.mobilesati.GET_POSITION” de tal manera que només 
s’activarà el receptor que tingui configurat aquest filtre. 
 
5. Amb la funció requestLocationUpdates s’estableix que el receptor configurat amb l’Intent serà 
l’encarregat de rebre les actualitzacions. 
 
6. El TimerTask s’encarrega de desactivar el BroadcastReceiver i d’eliminar l’associació d’aquest 
amb les actualitzacions passats 2 minuts. Aquest procés corre en un nou fil d’execució i serveix 
per controlar el consum energètic, ja que passat el temps establert es considera que la posició 
s’obtindrà, o que ja no és necessari obtenir-la (problemes de cobertura, interior d’un edifici, 
final LocationManager lm = (LocationManager) 
getApplicationContext().getSystemService(Context.LOCATION_SERVICE); 
 
if(lm!=null && !lm.isProviderEnabled(LocationManager.NETWORK_PROVIDER)) return; 
 
final Context ctx = context; 




           
Intent n = new Intent("sossati.mobilesati.GET_POSITION"); 
final PendingIntent pendingIntent = 
PendingIntent.getBroadcast(getApplicationContext(),0, n, 0); 
lm.requestLocationUpdates(LocationManager.NETWORK_PROVIDER, 0,0, pendingIntent); 
 
Timer t = new Timer(); 
TimerTask tsk = new TimerTask() {      
 @Override 











etc.). Aquest funcionament no té una justificació d’implementació, ja que és una decisió de 
disseny. 
 
Receptor de Geolocalitzacions 
 







L’atribut android:enabled desactiva el receptor, ja que tal com s’ha comentat en l’apartat anterior 
s’activa sota demanda. L’atribut android:exported a false indica que aquest receptor només pot ser usat 
per components que pertanyin a l’aplicació, mentre que components d’altres aplicacions no hi tindran 
accés. En intent-filter es configura el que s’ha comentat en l’apartat anterior dels filtres per iniciar el 
receptor. 
Tal com s’ha configurat, quan es crida la funció onReceive de LocationReceiver significarà que s’ha 
obtingut una nova geolocalització. És en aquesta funció que s’extreu la latitud i la longitud de la posició 
rebuda, es desactiva el BroadcastReceiver (pels mateixos motius indicats anteriorment) i s’inicia el 
procés d’enviament de la latitud i la longitud al servidor web. Aquest procés segueix la mateixa logística 
que s’ha vist fins ara. 
 
3.4. API RESTful servidor web Django 
 
Un cop instal·lada la llibreria djanto-tastypie s’ha d’afegir a la variable INSTALLED_APPS del fitxer 
settings.py de l’aplicació web desenvolupada en la primera part. 
INSTALLED_APPS += 'tastypie' 
 
En aquest fitxer s’afegeixen variables necessàries per les noves funcionalitats. 
#Indica el període de validesa, en dies, del token que s’envia quan un 
operari s’autentica des del mòbil 
TOKEN_VALID_TIME = 15 
#Directori del servidor a on es guarden les signatures dels albarans 
DELIVERYNOTES_SIGNATURES_PATH = MEDIA_ROOT + '/signatures/' 
#Google Cloud Messaging Service URL 
GCM_URL = 'https://android.googleapis.com/gcm/send' 
#Google Cloud Messaging Service API KEY 
<receiver  
    android:name=".utils.LocationReceiver"  
    android:enabled="false" 
    android:exported="false"> 
    <intent-filter> 
<action android:name="sossati.mobilesati.GET_POSITION" /> 
 <category android:name="android.intent.category.DEFAULT" /> 




GCM_APIKEY = 'xxxxxx' 
 
 
El següent pas és crear una nova aplicació de Django que s’anomenarà api. En el directori que es crea 
s’afegeix un fitxer Python anomenat apiV1.py. En tot el procés es treballa pensant amb futures versions 
de l’API, pel qual es pot veure V1 en aquesta versió, entre d’altres característiques. 
 
En el nou fitxer es crea una classe per a cada funció que es publicarà i que s’utilitzarà des de l’aplicació 
per a mòbils. A continuació es mostren exemples de les diferents característiques, que serviran per 
entendre el funcionament de la resta d’API, que segueix la mateixa filosofia. 
 


















La classe CompanyResource és la que s’encarrega de recuperar els clients de la base de dades i guardar-
los en format JSON. Aquesta classe hereta de ModelResource, que és una classe de la llibreria tastypie 
que genera un recurs a partir d’un Model de Django.  
En la definició de Meta es disposa de: 
#Utilitzant les característiques de Django es recuperen tots els objectes de clients 
queryset = CompanyProfile.objects.order_by('company').all() 
 
#Nom amb el qual es farà públic aquest recurs. La direcció completa seria, en el cas en el que ens 
trobem: http://localhost/api/v1/company/list 
resource_name = 'company/list' 
 
class CityResource(ModelResource): 
    class Meta: 
        queryset = City.objects.all() 
        resource_name = 'city/list' 
        fields = ['name'] 
        include_resource_uri = False 
        allowed_methods = []     
 
class CompanyResource(ModelResource): 
    user = fields.OneToOneField(UserResource,'user',full=True) 
    city = fields.ForeignKey(CityResource,'city',full=True) 
    province = fields.ForeignKey(ProvinceResource,'province',full=True) 
     
    def apply_authorization_limits(self, request, object_list): 
        if request.user.has_perm('accounts.list_company'): return 
object_list 
        else: return object_list.none() 
             
    class Meta: 
        queryset = CompanyProfile.objects.order_by('company').all() 
        resource_name = 'company/list' 
        excludes = ['id','nif'] 
        allowed_methods = ['get'] 
        authentication = ApiTokenAuthentication() 





#Atributs dels objectes CompanyProfile que no es recuperen 
excludes = ['id','nif'] 
 
#Mètodes HTTP permesos per aquest recurs. Per exemple, no està permès realitzar un POST,PUT o 
DELETE a  http://localhost/api/v1/company/list 
allowed_methods = ['get'] 
 
#Classe encarregada de controlar l’accés als recursos. En el procés inicial d’autenticació genera i guarda 
els token que s’envien als mòbils. 
authentication = ApiTokenAuthentication() 
 
#Classe encarregada de controlar els permisos disponibles per usar el recurs. Utilitza el sistema propi de 
permisos de Django, per tant, es pot utilitzar el que ja s’ha implementat. 
authorization = DjangoAuthorization() 
 
La següent funció és la que comprova que l’usuari que està sol·licitant el recurs disposi dels permisos 
necessaris (els mateixos que es configuren des de l’aplicació web de la primera part). En cas contrari es 
retornaria una llista buida. S’obté així un sistema doble de seguretat, ja que per una banda es comprova 
que l’usuari existeixi al sistema, que les dades d’autenticació són correctes, que està actiu i que és un 
operari, mentre que per l’altra es comprova que aquest operari autenticat pugui realitzar l’acció que ha 
sol·licitat. 
def apply_authorization_limits(self, request, object_list): 
        if request.user.has_perm('accounts.list_company'): return object_list 
        else: return object_list.none() 
 
 
user = fields.OneToOneField(UserResource,'user',full=True) 
city = fields.ForeignKey(CityResource,'city',full=True) 
province = fields.ForeignKey(ProvinceResource,'province',full=True) 
 
Les anteriors línies són necessàries ja que la llibreria tastypie, tot i crear automàticament els JSON a 
partir d’un Model Django, no explora les dependències entre les classes, sinó que es limita a retornar la 
direcció a on es pot recuperar el valor de la classe associada. Amb un exemple es pot entendre millor la 
situació: 
 
Un client té associat una ciutat mitjançant una clau forana, per tant, en el model client tindríem un 
atribut client que contindria aquesta clau. En el moment de recuperar els clients usant tastypie 
s’obtindria el següent (és un exemple bàsic i no real): 
{ ‘client’: ‘Empresa A’, ‘ciutat: ‘/city/list/3’ } 
 
Per tant, quan des del mòbil es rebés aquesta informació s’hauria de fer una segona consulta a l’API a la 
direcció http://localhost/api/v1/city/list/3 per a disposar de la informació de la ciutat. Com es pot veure 
aquesta no és la millor situació, ja que el número de sol·licituds a l’API podria ser molt gran (imaginem 
una classe amb 10 foranes, per a cada element recuperat s’haurien de fer 10 noves consultes). 
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Tot i que tastypie no explora les dependències es pot indicar de forma explícita, mitjançant la creació 
d’una nova classe per la clau forana i la inclusió de l’atribut a la classe pare. En l’exemple anterior seria: 
 
city = fields.ForeignKey(CityResource,'city',full=True) 
 
Ara quan es generi el JSON tastypie sabrà que amb el valor /city/list/3 ha de recuperar la informació 
associada enlloc de guardar la URL. 
 
Com a darrer pas s’ha de fer pública la direcció del nou recurs, per això s’ha de modificar el fitxer urls.py 
amb la següent informació: 
 
#Es registra la versió de l’API, el que afegeix a totes les direccions dels recursos la part ‘/api/v1’ 
v1_api = Api(api_name='v1') 
 




Modificar manualment el contingut del JSON 
 
Tot i que la pròpia llibreria ja crea el JSON amb el contingut de la informació recuperada es pot modificar 
de forma manualment. Per això es disposa de la funció dehydrate, que en el cas que es vulgui modificar 
només un atribut es pot utilitzar dehydrate_nomatribut. Per exemple, en la llista d’albarans es mostra el 
temps facturat, el qual s’emmagatzema a la base de dades en un format diferent al que es mostra a 
l’aplicació web (és com treballen els selectors amb Django, ja que guarden la correspondència entre el 
valor de la base de dades i el valor més “humà” que es mostra a l’usuari). En aquest cas doncs, la funció 








Amb aquesta funció el camp ‘time’ del JSON tindrà el valor “humà” de l’atribut time del model 
DeliveryNote. 
Mètode POST 
El tractament del mètode POST és una mica diferent al que s’ha vist fins ara. Per una banda, en la 
documentació de tastypie es diu que no s’ha de fer cap modificació en un recurs ja existent, més que 
afegir el mètode POST a l’atribut allowed_methods. La teoria que expliquen és que si es genera un JSON 
amb els mateixos atributs que el JSON que es rep al realitzar un GET es pot crear l’objecte de forma 
automàtica sense realitzar canvis. Doncs bé, després de varis tests, revisions de la documentació i del 
codi intern es decideix no utilitzar el mode “automàtic” de creació d’objectes, ja que té moltes 
mancances, tals com creacions d’objectes amb relacions ManyToMany, falta de control en la validació, 
etc. Per aquest motiu es realitza de forma manual a partir del JSON rebut, el que dóna el control total en 
el procés de creació d’objectes. 
class DeliveryNoteResource(ModelResource): 
 ... 
def dehydrate_time(self, bundle):         






A continuació es mostra la implementació del mètode d’autenticació, que serveix per mostrar dos coses: 

























    class Meta: 
        queryset = User.objects.all() 
        fields = [] 
        include_resource_uri = False  
        allowed_methods = ['post']         
        resource_name = 'user' 
 
    def override_urls(self): 
        return [ 
            url(r"^(?P<resource_name>%s)/auth%s$" % 
                (self._meta.resource_name, trailing_slash()), 
                self.wrap_view('auth'), name="api_login"), 
        ] 
 
    def auth(self, request, **kwargs): 
        self.method_check(request, self._meta.allowed_methods) 
        data = self.deserialize(request, request.raw_post_data, 
format=request.META.get('CONTENT_TYPE', 'application/json')) 
 
        username = data.get('username', '') 
        password = data.get('password', '') 
 
        user = authenticate(username=username, password=password) 
 
        if user and isOperator(user): 
            if user.is_active: 
                try:                     
                    apiToken = ApiToken.objects.create(user=user)                                        
                    valid_time = getattr(settings, 'TOKEN_VALID_TIME', 1) 
                     
                    import datetime,time 
                    expires = apiToken.last + 
datetime.timedelta(days=valid_time)                     
                     
                    expiresString = str(expires.day) + "/" + 
str(expires.month) + "/" + str(expires.year) 
                    
                    apiKey = {'token': apiToken.token, 
                              'expiresString': expiresString 
                              }    
                    return self.create_response(request,apiKey) 
                except:                                                                     
                    return self.create_response(request,None, 
HttpUnauthorized ) 
            else: 
                return self.create_response(request,None, HttpForbidden ) 
        else: 
            return self.create_response(request,None, HttpUnauthorized ) 
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En aquest cas quan es rep la sol·licitud al recurs s’executa la funció auth, que s’encarrega de realitzar tot 
el procés, el qual és: 
#Es comprova que el mètode HTTP usat per a iniciar el recurs estigui permès.  
self.method_check(request, self._meta.allowed_methods) 
#La funció deserialize s’encarrega de transformar el contingut rebut des del mòbil de JSON a un objecte 
Python 




#Es recuperen els atributs de l’objecte Python. Aquest dos noms d’atributs són els que s’han assignat 
des de l’aplicació per a mòbils en el moment de preparar la sol·licitud a l’API. És un símil a un POST d’un 
formulari, però en aquest cas s’envia en format JSON 
username = data.get('username', '') 
password = data.get('password', '') 
 
Quant als retorns, es poden veure diferents tipus: 
#Si el procés a finalitzat correctament s’envia un codi HTTP 200 i un JSON (apiKey) 
return self.create_response(request,apiKey) 
#Si el procés a detectat que l’usuari no està autoritzat es retorna un codi HTTP 401 






II. 4. Proves 
 
Per dur a terme les proves de l’aplicació mòbil s’ha utilitzat l’emulador d’Android, ja que aquest ofereix 
la possibilitat de simular diferents versions d’Android, resolucions i configuracions del terminal. Amb un 
mòbil físic no es disposaria d’aquesta opció (almenys que s’instal·li cada versió, el que comportaria 
moltes hores i segurament molts problemes, ja que segons el mòbil no funcionaria o no suportaria 
alguna versió), pel qual no ofereix el mateix ventall de resultats.  
Per altra banda, s’han provat les noves funcions introduïdes en l’aplicació web. En aquest cas han fet 
falta menys proves, ja que l’API treballa amb les funcionalitats implementades en la primera part, de les 
quals ja s’han realitzat les proves corresponents. 
Així doncs, algunes de les proves que s’han realitzat són: 
- Registre Google Cloud Messaging Service: donat que el protocol de registre als servidors GCM 
és complex s’han utilitzat varis escenaris per a comprovar el correcte funcionament de tots ells. 
Per exemple, s’ha revisat el comportament quan es registra correctament a Google però falla en 
el servidor web, quan s’eliminen les preferències de l’aplicació en el mòbil i s’inicia de nou, quan 
no hi ha connexió, etc. 
 
- Notificacions PUSH: s’han realitzat enviaments de missatges de diferents mides i continguts i 
s’han forçat errors (canviant l’API key, per exemple) per a controlar els tipus d’error que retorna 
Google per a poder tractar-los en situacions futures. 
 
- Navegació: comprovar que el sistema de navegació utilitzat en els Fragments i l’ActionBar 
funcionen com s’espera i que sigui usable per l’usuari. S’han provat situacions no freqüents, tals 
com destruir un Activity en qualsevol punt del programa i restaurar-lo posteriorment (per 
comprovar el cicle de vida), rebre una trucada mentre s’està en l’aplicació, retorn a l’aplicació 
quan s’accedeix als mapes o a la funció de trucades, etc. 
 
- Compatibilitat: donat que s’han usat llibreries específiques per oferir la màxima compatibilitat 
s’han realitzat proves per assegurar que funciona correctament amb diferents versions 
d’Android. 
 
- Comunicació client-API: s’han realitzat diverses proves de comunicació entre el mòbil i el 
servidor web, tals com desconnectar la connexió a mig procés, intentar connectar amb el 





Anàlisi de costos 
Anàlisi temporal 
 
El projecte s’inicia a finals de juny del 2012 i es finalitza a mitjans de novembre del mateix any, el que ha 
significat una durada de 4 mesos i mig, aproximadament. Per aconseguir finalitzar el projecte amb 
aquests terminis es va realitzar la planificació acord amb les recomanacions de treball de la universitat, 
que aconsella una jornada de 8h/dia 5 dies a la setmana, el que equival a una càrrega de 40h/setmana. 
El resultat de la planificació no possibilitava finalitzar el projecte amb les hores totals proposades per la 
universitat, pel qual es plantegen dos solucions: treballar 40h/setmana i allargar la durada total del 
projecte o dedicar més hores a la setmana. Per altra banda, s’hauria pogut adaptar el contingut del 
projecte a les hores recomanades, però es va preferir complir tots els objectius establerts. Finalment es 
decideix dedicar més hores a la setmana, concretament 8h/dia i 7dies/setmana, el que equival a 
56h/setmana. Per tant, amb aquesta planificació s’han empleat unes 1100 hores per a dur a terme el 
projecte.  
A continuació s’expliquen les tasques que s’han realitzat al llarg del seu desenvolupament:  
- Reunions. Es realitza una primera reunió amb el responsable de l’empresa que ha sol·licitat 
l’aplicació. En aquesta reunió s’obtenen els primers requisits i una visió general de l’àmbit de 
l’empresa. Durant el desenvolupament del projecte es realitzen comunicacions telefòniques per 
explicar l’evolució i estat de l’aplicació. 
 
- Anàlisi de requisits. Un cop s’obté tota la informació necessària s’inicia el procés d’anàlisi. En 
aquest procés s’avalua la viabilitat del projecte, tant en hores com en coneixements. També 
s’avaluen les tecnologies que es poden usar i es seleccionen aquelles que s’adapten més als 
requisits establerts. 
 
- Aprendre tecnologies. Consisteix en aconseguir els coneixements suficients en les tecnologies 
que s’han escollit. Aquesta fase es realitza en paral·lel amb les altres i de forma repartida durant 
la durada del projecte. 
 
- Anàlisi de l’aplicació web. A partir dels requisits obtinguts de les reunions i de l’anàlisi de 
requisits s’inicia el procés d’anàlisi de l’aplicació web. Les tasques que es realitzen són: explicar 
l’objectiu i característiques de l’aplicació, realitzar el model conceptual, els casos d’ús, els 
esdeveniments de sistema i els esbossos d’interfície. Durant aquest procés es realitza alguna 
modificació dels requisits degut a canvis o correccions parlats amb l’empresa. 
 
- Disseny de l’aplicació web. A partir de l’especificació obtinguda de l’anàlisi s’inicia el disseny de 
l’aplicació. El disseny conté els diagrames de col·laboració, diagrames de components, patrons 
de disseny i interfícies.  
 
- Implementació de l’aplicació web. En aquesta part es codifica la solució del problema i es 




- Anàlisi de l’aplicació mòbil. Es realitzen les mateixes tasques que en l’anàlisi de l’aplicació web, 
però per l’aplicació mòbil. En aquesta fase els esbossos d’interfície no es documenten, ja que 
estan molt lligats als patrons de disseny que ofereix Google i les característiques del sistema 
Android, pel que es realitzen esbossos molt senzills amb paper i que no es documenten ja que 
són casi idèntiques a les interfícies finals.  
 
- Disseny de l’aplicació mòbil i Implementació. Es realitzen les mateixes tasques que en l’anàlisi 
de l’aplicació web, però per l’aplicació mòbil. 
 
- Proves i correcció software. Es realitzen simulacions d’ús de l’aplicació, es creen dades fictícies 
per futures proves i es revisa el codi. 
 
- Finalitzar documentació. Durant el desenvolupament de totes les etapes es redacten 
documents per la memòria, per tant, en aquesta darrera fase la feina que queda és revisar 
aquesta documentació, escriure els apartats que no s’inclouen en cap de les etapes i finalment 





Figura 1: Percentatge de temps per tasca 
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Diagrama de GANTT pel desenvolupament de l’aplicació web 
Figura 2: Diagrama GANTT Part I 
Diagrama de GANTT pel desenvolupament de l’aplicació mòbil 





A partir de l’anàlisi temporal es pot iniciar l’anàlisi econòmic, que indicarà quin és el cost econòmic del 
desenvolupament de l’aplicació web i mòbil. Per obtenir aquest indicador s’han tingut les següents 
consideracions: 
- El hardware informàtic no es comptabilitza, ja que no es requereix una inversió ja que es disposa 
de tot el material necessari (el qual es suposa que ja està amortitzat). 
  
- El mateix succeeix amb el software privatiu utilitzat per desenvolupar el projecte. Quant al 
software necessari per executar l’aplicació tampoc suposa un cost econòmic ja que s’ha utilitzat 
software OpenSource. 
 
Així doncs, es comptabilitza com a despesa econòmica els recursos humans, els quals s’han classificat 
per categories. Els cost econòmic de cada categoria s’ha calculat a partir de les tendències salarials dels 
darrers anys [13]: 
 
- Cap de projecte: encarregat de realitzar l’estimació i planificació inicial del projecte i el seu 
seguiment,control i requalificació. Cost = 18,30 euros / hora 
 
- Analista: encarregat  de realitzar l’anàlisi funcional, l’especificació i el disseny de l’aplicació i la 
documentació. Cost = 13,50 euros / hora 
 
- Programador: encarregat de realitzar la implementació i les proves. Cost = 12 euros / hora 
 
TASCA DURACIÓ RECURS COST TOTAL 
Reunions inicials 5 hores Cap projectes 91,5 € 
Anàlisi requisits 5 dies Cap projectes 540 € 
Estudi i selecció de l’arquitectura 3 dies Analista 324 € 
Anàlisi i especificació aplicació 
web 
8 dies Analista 864 € 
Disseny aplicació web 12 dies Analista 1.296 € 
Implementació aplicació web 45 dies Programador 4.320 € 
Proves i comunicació amb* 
empresa 
4 dies Programador, Cap 
Projectes 
420,6 € 
Anàlisi i especificació aplicació 
mòbil 
5 dies Analista 540€ 
Disseny aplicació mòbil 7 dies Analista 756 € 
Implementació aplicació mòbil 20 dies Programador 1.920 € 
Proves i correccions de les dos 
aplicacions 
10 dies Programador 960 € 
Seguiment del cap de 
projectes** 
8 dies Cap projectes 1.171,2 € 
TOTAL: 13.203,3 € 




*Dels 4 dies es comptabilitzen 2h en les que el cap de projectes es reuneix amb el client. 





Figura 4: Percentatge de despesa econòmica per tasca 
 
 
Com es pot observar en les dades mostrades la tasca d’implementació és la que requereix una inversió 
més gran amb hores i econòmica, seguit del disseny. També cal remarcar que en el càlcul del cost del 
projecte s’han suprimit les tasques d’aprenentatge i redacció de la memòria ja que s’intenta obtenir el 
preu més aproximat al que es pot trobar en el mercat actual, pel que es considera que no s’hauria de 
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Conclusions i propostes de treball futur 
 
Un cop finalitzat el projecte podem extreure’n les primeres conclusions. D’una banda, s’han après noves 
tecnologies, tals com el framework Django, Android, els serveis de Google Cloud Messaging o l’ús d’una 
API, entre d’altres i amb elles nous coneixements, tals com treballar amb un framework, entendre la 
filosofia de treball d’un servei RESTful, implementar més eficientment per Android utilitzant serveis i 
receptors, etc. Totes aquestes tecnologies i coneixements han permès dur a la pràctica un projecte real 
fora de l’àmbit acadèmic. A nivell organitzatiu m’he obligat a tenir disciplina, ser el màxim de rigorós, 
seguir uns horaris de treball i unes dates de finalització. Per l’altra banda, considero que l’experiència i 
coneixements adquirits són molt útils per encarar el futur laboral i, com a mínim, estar preparat per 
situacions en la que es requereixi aprendre i utilitzar coneixements desconeguts. 
Quant a les diferències entre la forma de treballar de l’empresa, mentre que actualment s’utilitza com a 
suport dels albarans el paper, que posteriorment s’han d’introduir manualment al sistema informàtic, 
cal dir que en el nou sistema tot el procés es realitza amb suports electrònics i sense necessitat de 
duplicar la feina. S’obté, doncs, un sistema integrat i centralitzat consultable tant pels clients, com pels 
operaris i els encarregats de l’empresa. De la mateixa manera, es facilita la comunicació entre tots ells, 
gràcies a les noves tecnologies, tals com l’enviament de missatges push als mòbils o enviament 
automàtic de correus electrònics en produir-se certs esdeveniments. 
S’ha pogut complir l’objectiu d’obtenir un sistema  extensible i adaptable a d’altres àmbits i empreses 
gràcies a la utilització d’un framework que utilitza una metodologia molt estructurada de treball, que 
facilita l’ampliació dels requeriments que es puguin realitzar durant el període de vida d’una aplicació. 
Un altre factor ha estat la parametrització de la majoria d’atributs que conformen l’aplicació, la qual 
cosa permet adaptar-la a d’altres situacions sense necessitat de modificar el codi font ni tenir 
pràcticament coneixements del sistema. Per exemple, si es requerís canviar la imatge de l’empresa, el 
nom corporatiu, la nomenclatura dels identificadors dels tiquets, la codificació dels codis dels albarans, 
la direcció de correu electrònic a on revisar els tiquets rebuts dels clients, etc., es podria realitzar en 
pocs minuts. Així doncs, s’ha obtingut un sistema obert a futures implementacions. 
També es pot concloure que és possible adaptar una aplicació web a les noves tecnologies mòbils, ja 
que com s’ha vist la primera part s’ha desenvolupat sense tenir en compte aquest factor i 
posteriorment, en el segon bloc, s’ha demostrat que es pot dissenyar una aplicació mòbil i adaptar-la a 
l’aplicació web. Aquesta és una característica molt important a tenir en compte, ja que es viu en l’era de 
la innovació i del progrés tecnològic, i aquí s’ha demostrat que és possible seguir l’estel de les noves 
tendències a partir d’un sistema previ. 
Finalment, com apunt personal, s’ha trobat que una de les parts que han requerit d’una mica més 
d’atenció ha estat desenvolupar un sistema amb una arquitectura completa utilitzant un conjunt ampli 
de llenguatges. Com s’ha vist durant el llarg de la memòria, s’ha usat el framework Django (Python), 
Javascript, Android (Java), noves tendències d’HTML5 i CSS3, JSON, entre d’altres, i tot i que s’ha 
desenvolupat en dues parts, de manera que la major part del temps se separaven els llenguatges usats. 
Cal dir que en certs punts ha fet falta unir-los tots, per la qual cosa s’ha requerit d’un grau més d’atenció 
per les nombroses diferències en la sintaxi dels llenguatges. Com a curiositat, Python no utilitza el 
símbol de punt i coma al finalitzar una línea, tot el contrari que Java, per la qual cosa més d’un cop, 
algun d’aquests símbols, s’introduïa a on no era necessari quan es desenvolupava alhora en els dos 
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llenguatges. La part positiva és que m’ha permès adquirir una experiència que no s’acostuma a obtenir 
en la realització d’un treball a la universitat. 
 
Tot i que s’han complert tots els objectius i requisits proposats en el desenvolupament del sistema 
existeixen punts a millorar o ampliar, els quals són: 
- Internacionalitzar l’aplicació: com s’ha comentat, l’empresa treballa amb clients d’àmbit 
estatal, els quals no requereixen, per exemple, que l’aplicació web estigui disponible amb 
d’altres idiomes diferents del castellà. Però si es vol disposar d’un producte amb un abast de 
mercat més ampli es requereix traduir-lo a diferents idiomes. Com a punt a favor, el framework 
Django disposa d’eines per ajudar el desenvolupador a traduir les seves aplicacions, i tot i que és 
una tasca que requereix d’una dedicació considerable, és totalment integrable amb el sistema 
creat. Quant a l’aplicació mòbil, Android també ofereix sistemes per traduir les aplicacions, en 
aquest cas la utilització de diferents fitxers xml que contenen els textos traduïts. 
 
- Millorar la firma digital dels albarans: en aquest punt es podria crear un altre projecte complet, 
a on s’hauria d’analitzar el hardware existent al mercat per a llegir xips xifrats per a terminals 
Android. Un cop es disposés del hardware adequat s’hauria de desenvolupar una aplicació molt 
robusta, ja que s’estarien tractant dades privades que lliguen a l’usuari legalment als tràmits que 
realitzi, per a comunicar el mòbil amb el lector de targetes. Amb aquesta millora es disposaria 
d’un sistema més segur i amb una vesant més legal (es podria demostrar legalment que la firma 
d’un albarà correspon irrefutablement a un individu). 
 
- Desenvolupar l’aplicació mòbil per a d’altres sistemes operatius: la segona part del projecte 
s’ha centrat en el desenvolupament del projecte per a terminals amb sistema operatiu Android, 
fruit de les necessitats de l’empresa, la qual treballa amb aquest sistema. Per d’altres 
implementacions es podria proposar que estigués disponible per més d’un sistema operatiu, tal 
com iOS o Windows Phone. 
 
- Ampliar els usuaris que poden usar l’aplicació mòbil: si es veiés una utilitat de negoci que els 
clients també poguessin consultar la informació a través d’un mòbil, es podria ampliar per 
aquest requisit.  
 
- Afegir intel·ligència de negoci: a partir de les dades que s’obtenen del sistema es podria 
implementar un sistema d’intel·ligència de negoci que donés un sentit més productiu d’aquestes 
dades i ajudés en la presa de decisions a l’empresa. Per exemple, conèixer quins són els errors 
més habituals segons el sector de treball del client (un client que té els equips en una línia de 
producció segurament tindrà més avaries que un que els tingui en una oficina), quin fabricant de 
hardware ocasiona més incidències segons l’ús que se li dóna (si un disc dur d’un fabricant X que 
s’utilitza en sistemes d’alt rendiment ocasiona moltes incidències es pot plantejar el canvi de 
model o de fabricant), quines àrees geogràfiques tenen una densitat d’incidències més gran ( 
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A. Apèndix I: Manual d’instal·lació 
 
En aquest apartat s’explica com instal·lar i configurar el sistema desenvolupat en el projecte a partir dels 
fitxers lliurats. Pel que fa a l’aplicació mòbil només es requereix instal·lar l’APK en el mòbil.  Tot i que no 
s’entrarà en un nivell molt tècnic s’intentaran explicar aquells passos més importants, amb l’objectiu 
que ho pugui realitzar qualsevol tipus d’usuari. 
L’aplicació web ha estat desenvolupada utilitzant com a sistema operatiu Linux, concretament amb la 





Executar les següents comandes des d’un terminal, amb permisos d’administrador: 
 
1. Instal·lar el servidor: 
 
apt-get install mysql-server 
2. Instal·lar el client: 
 
apt-get install mysql-client 
3. Opcionalment, es pot instal·lar una aplicació amb entorn gràfic per gestionar el servidor (mysql 
administrator) i per interactuar amb les bases de dades (mysql query browser). Tot està integrat 
en un únic paquet: 
 
apt-get install mysql-admin 
 
Durant el procés d’instal·lació del servidor Mysql es demana la creació d’una contrasenya per l’usuari 
root, en el cas que es necessiti canviar-la, posteriorment es pot fer amb la següent comanda: 
sudo /usr/bin/mysqladmin -u root password novacontrasenya 
 










El primer que s’ha de fer és comprovar si la distribució de Linux que s’està utilitzant disposa de Python; 
en la versió d’Ubuntu 10.04 ja ho porta per defecte. Amb aquest únic requeriment complert ja es pot 
començar el procés d’instal·lació del framework Django: 
 
1. Descarregar de la web oficial (https://www.djangoproject.com) els fitxers de Django. També es 
pot trobar al fitxer adjunt al projecte, concretament a la carpeta INSTAL·LADORS. 
  
Nota: pel desenvolupament de l’aplicació web s’ha utilitzat la versió 1.4 del framework. 
 
2. Descomprimir el contingut del fitxer obtingut: 
 
tar xzvf Django-VERSIO.tar.gz 
3. Accedir al directori on s’ha descomprimit el fitxer i procedir a la instal·lació: 
 
sudo python setup.py install 
 
Fins aquí el procediment per instal·lar Django. A continuació s’ha d’instal·lar la llibrera django-tastypie 
per afegir la funcionalitat de l’API: 
 
1. Descarregar la llibreria de la web http://pypi.python.org/pypi/django-tastypie/. També es pot 
trobar al fitxer adjunt al projecte, concretament a la carpeta INSTAL·LADORS. 
 
Nota: en aquest projecte s’ha utilitzat la versió 0.9.11. 
 
2. Descomprimir el contingut del fitxer obtingut: 
 
tar xzvf django-tastypie-VERSIO.tar 
 
3. Accedir al directori on s’ha descomprimit el fitxer i procedir a la instal·lació: 
 
sudo python setup.py install 
 
En aquest cas, com que s’han realitzat modificacions del codi font de la llibreria, s’han de modificar 
alguns dels fitxers font. Per tant, s’han de seguir els següents passos:  
1. Descomprimir el fitxer “tastypie-modify” que es troba adjunt al projecte, concretament a la 
carpeta LLIBRERIES.  
 
2. Copiar el contingut del directori descomprimit en el directori a on s’hagi instal·lat la llibreria 
(normalment es troba a /usr/local/lib/pythonVERSIÓ/dist-packages). 
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A.2.2. Creació i població de la base de dades 
 
Es crea i es pobla la base de dades que utilitzarà l’aplicació a partir d’un script que conté totes les 
sentències SQL necessàries. El fitxer s’anomena “sati.sql” i es pot trobar al fitxer adjunt, a la carpeta BD. 
El nom de la base de dades que es crearà per defecte és “sati”, en el cas que es necessités canviar 
s’hauria de modificar posteriorment la variable DATABASE_NAME del fitxer settings.py. 
 
1. Executar la següent comanda des d’un terminal. Recordar que s’ha configurat la contrasenya 
“pfc” per l’usuari root: 
 
mysql –h localhost –u root –p < sati.sql 
 
Quan finalitzi l’execució d’aquesta comanda es disposarà de la base de dades “sati” creada i totes les 
taules necessàries per executar l’aplicació web, incloent els grups operari i empresa amb els permisos 
per defecte que s’han explicat en el primer bloc. 
NOTA IMPORTANT: l’aplicació web incorpora un usuari “superusuari” (administrador) per defecte, que 
es correspon amb l’administrador o gerent que s’ha introduït al llarg del projecte. El nom de l’usuari és 
admin i la contrasenya és petrus22. 
 
A.2.3. Configuració i iniciació 
 
A continuació, es mostren els passos necessaris per iniciar l’aplicació: 
1. Descomprimir el fitxer “SATI.tar.gz”, que es troba a la carpeta CODIFONT, a la ubicació a on es 
desitgi tenir l’aplicació. 
 
2. Accedir al fitxer “settings.py” que es troba a la carpeta “SATI”, subdirectori “sati”, per revisar les 
variables de configuració que podrien variar: 
 
ENGINE = ‘django.db.backends.mysql’  Indica el servidor de base de dades utilitzat. 
NAME = 'sati'   Indica el nom de la base de dades ha utilitzar.              
USER = 'root'      Usuari per connectar-se al servidor de BD.  
PASSWORD = 'pfc'  Contrasenya per connectar-se al servidor de BD.          
HOST = ''   Ubicació del servidor. Per defecte és “localhost”.            
PORT = '3306'   Port de connexió al servidor. 
MEDIA_URL = ‘http://localhost/media/’  direcció web a on s’ubiquen els fitxers 
estàtics com css, js, imatges, etc. 
 
COMPANY_NAME = 'sosSATI'  Nom de l’empresa. 
COMPANY_REPLY_EMAIL = x@x.x'  Direcció de correu electrònic que s’informarà als 
clients quan hagin de contestar un correu. 
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BCC_EMAIL = 'x@x.com'  Direcció de correu electrònic utilitzada per enviar una copia 
dels correus que s’autogeneren pel sistema i que s’envien als clients. 
DELIVERYNOTE_FORMAT_NUMBER = 100000  Numeració inicial dels albarans. 
TICKET_IDENT = 'ADSYS'  Format dels tiquets, segons TICKET_IDENT-NUM. 
 
//Compte de correu utilitzada per enviar correus als clients. 
EMAIL_HOST = 'smtp.x.com' 
EMAIL_HOST_USER = x@x.com' 
EMAIL_HOST_PASSWORD = x 
EMAIL_PORT = x 
 
//Directoris que utilitzaran els cronjobs per executar les funcionalitats d’enviament de 
notificacions i revisió dels tiquets en la bústia de correu. 
PYTHON_PATH = '/usr/local/bin/' 
DJANGO_MANAGE_COMMAND = PYTHON_PATH + 'python '+ MAIN_PATH + 
'/manage.py' 
CRON_LOGS = MAIN_PATH + '/logs/cronlog.log' 
EVENT_COMMAND = 'pushevent' 
 
TOKEN_VALID_TIME = 15  Validesa dels tokens, en dies, utilitzats en l’aplicació mòbil. 
DELIVERYNOTES_SIGNATURES_PATH = MEDIA_ROOT + '/signatures/'  Directori a on 
s’emmagatzemen les signatures dels albarans 
GCM_URL = 'https://android.googleapis.com/gcm/send'  Google Cloud Messaging 
Service URL 
GCM_APIKEY = 'x'  Google Cloud Messaging Service API KEY 
 
 
3. Instal·lar les llibreries Python necessàries per connectar amb el servidor Mysql. En el cas que 
s’hagi canviat la variable ENGINE s’haurà d’instal·lar el connector corresponent. Executar la 
següent comanda amb un usuari administrador (o bé incloent “sudo” al davant de la comanda): 
 
apt-get install python-mysqldb 
4. Situar-se a la carpeta “SATI” des d’un terminal i iniciar el servidor web executant la següent 
comanda:  
 
sudo python manage.py runserver 80 
Nota: el motiu d’incloure el 80 és que per iniciar un servidor en aquest port es necessiten certs 
permisos. En el cas que no s’utilitzés un port no restringit pel sistema operatiu no s’hauria 
d’utilitzar el “sudo”. 
 
5. Si l’anterior comanda retorna “Validating models... 0 errors found” és que l’aplicació s’ha iniciat 
correctament. Ara ja s’hi pot accedir a través de qualsevol navegador web introduint la següent 
adreça: 
 
http://localhost o http://127.0.0.1 
190 
 
A.2.4. Creació de cronjobs 
 
Per a que es revisi periòdicament la bústia de correu en cerca de nous tiquets o modificacions es 
necessita crear un cronjob que s’encarregui de dur a terme aquesta tasca. 
1. Executar la comanda crontab –e 
 
2. Afegir la següent línia: 
30 * * * * /usr/local/bin/python PATH_APLICACIÓ/manage.py checkmail 
Amb aquesta configuració es comprovaria la bústia de correu cada 30 minuts tots els dies. Queda com a 
preferència de l’usuari l’elecció de la periodicitat d’aquesta tasca. 
 
A.3. Aplicació mòbil 
A.3.1. Instal·lació 
 
Per instal·lar l’aplicació mòbil en un terminal que utilitzi el sistema operatiu Android (versió 2.2 o 
superior) s’ha de copiar el fitxer APK, que es troba a la carpeta APK, al terminal. Un cop copiat s’ha 










B. Apèndix I: Glossari 
 
Tiquet: mitjà electrònic per enregistrar una incidència o sol·licitud d’un client. La informació que conté 
facilita a l’empresa encarregada del servei tècnic informàtic a desenvolupar la seva tasca de forma més 
ràpida i eficient. 
Incidència: funcionament incorrecte d’algun component informàtic, ja sigui software o hardware. 
Client: persona o empresa que requereix dels serveis de l’empresa que ofereix el servei tècnic 
informàtic. 
Operari: treballador de l’empresa de servei tècnic informàtic que desenvolupa les tasques tècniques. És 
el responsable de resoldre els tiquets oberts pels clients. 
Administrador: encarregat o responsable de l’empresa de servei tècnic informàtic. Desenvolupa tasques 
tècniques i administratives. També pot resoldre tiquets. 
Estat: situació en la qual es troba un tiquet en un moment donat. Indica el punt de resolució en què es 
troba un tiquet. 
Contracte: vinculació formal entre un client i l’empresa de servei tècnic informàtic, a on es plasma 
l’acord establert entre les dues parts. L’acord correspon a establir les dates d’inici i finalització del 
contracte i les hores que l’empresa de servei tècnic informàtic ha d’oferir al client  a canvi d’una 
remuneració econòmica.  
Contracte vigent: contracte que no ha finalitzat i que, per tant, les dues parts han de continuar 
complint. 
Cronjob: tasca o procés que s’executa periòdicament en un sistema operatiu. 
Framework: infraestructura de programació definida amb mòduls software que permet crear i 
organitzar altres projectes a partir d’aquesta infraestructura. 
Hard-coding: escriure dades de configuració en el propi codi font, enlloc de fer-ho en un fitxer extern, 
base de dades, etc. 
API: conjunt de funcions i procediments que ofereix un programari per a ser usades per un altre 
programari. 
API REST: conjunt de principis arquitectònics que defineixen els recursos d’un servei web i la seva gestió.  
Terminal: s’utilitza com a sinònim de mòbil. 
Notificació PUSH: la petició d’una transacció s’origina al servidor enlloc d’originar-se al client (notificació 
pull). 
Token: conjunt únic de caràcters que identifica a un usuari. 




DAO: o Objecte d’Accés a Dades, és un component software que proporciona una interfície comuna 
entre una aplicació i un dispositiu d’emmagatzematge de dades. 
JSON: o Notació d’Objectes de Javascript, és un format lleuger d’intercanvi de dades, constituït per una 
llista de parells nom/valor i una llista ordenada de valors. 
XML: o Llenguatge de Marques Extensible, és un metallenguatge que permet definir la gramàtica de 
llenguatges específics i està format per etiquetes i elements.  
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