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Työn tarkoituksena oli uudelleenkirjoittaa Fliq Oy:n pilvipohjaisen datan visuali-
sointi ja laitteiden hallinta-alusta käyttäen Angular-ohjelmistokehystä. Tarkoituk-
sena oli saada alustasta dynaamisempi, nopeampi ja helpommin skaalautuva. Läh-
dekoodista oli tarkoitus saada selkeämpi ja paremmin ylläpidettävä. Tarkoituksena 
oli tehdä lähdekoodista sellainen, että samasta koodista saadaan tehtyä selain-, mo-
biili- ja työpöytäversiot. 
Angular on Googlen kehittämä asiakaspuolen ohjelmistokehys websovellusten ke-
hittämiseen. Angular on kirjoitettu TypeScript-kielellä, joka on JavaScriptiä kehit-
tyneemmillä ominaisuuksilla, se esimerkiksi mahdollistaa tietojen tyypittämisen, 
mikä helpottaa kehittämistä. Angular vaatii toimiakseen Node.js-runtimen ja 
Node.js-paketinhallintaekosysteemin npm:n. Angular-ohjelmistokehyksen doku-
mentaatiota käytettiin lähteenä Angular-ohjelmistokehykseen perehtymiseen. 
Koska Angular on asiakaspään ohjelmistokehys websovellusten kehittämiseen, tu-
lee perinteisten websovellusten kehittämiseen käytettävien tekniikoiden olla hal-
lussa, jotta Angularia voidaan käyttää. Perinteiset websovellukset koostuvat 
yleensä JavaScript-, HTML- ja CSS-kielten toteutuksista. Angular-ohjelmistoke-
hystä käyttäessä täytyy jokaista näistä osata käyttää. 
Angular osoittautui erittäin hyväksi ja monipuoliseksi työkaluksi websovellusten 
kehittämiseen. Sen avulla koodista pystyy tekemään helposti joustavaa ja uudel-
leenkäytettävää. Angularin eri ominaisuuksia pystyttiin hyödyntämään hyvin ohjel-
man tekemisessä. Angular tarjoaa monipuolisesti eri ominaisuuksia ohjelman teke-
miseen, niin logiikan kuin ulkoasun puolella. Sovelluksen kehitys on vielä kesken, 
mutta sovellusta on saatu jo paljon kehitettyä ja siihen on helppo lisätä uusia omi-
naisuuksia. 
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The objective of this thesis was to re-write the data visualization and asset manage-
ment platform developed by Fliq Ltd using the Angular framework. The goal is to 
make the platform more dynamic, faster and more scalable. The source code should 
become clearer and easier to maintain and it should be organized in a way that web, 
mobile and desktop versions could be built on it. 
Angular is an open-source front-end web application framework developed using 
TypeScript language. TypeScript is a superset of JavaScript. It allows for example 
typed objects which makes development easier. Angular needs Node.js runtime and 
Node.js’ package ecosystem, npm, to work. The official documentation of Angular 
was used to learn Angular. Languages to develop web applications should be famil-
iar with using Angular. Languages to develop web applications are JavaScript, 
HTML and CSS. To develop applications with Angular one needs to know how to 
use these languages. 
Angular proved to be a very efficient and versatile tool to develop web applications. 
With Angular the code can easily be made flexible and reusable. Different features 
of Angular were used to develop the application. Angular provides large set of fea-
tures to develop web applications both in developing the logic and user interface. 
The application is not ready yet but large part of it has been done and new features 
are easy to add to it. 
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1 JOHDANTO 
Websovellusten asiakaspään kehittämisen tueksi on viime vuosina kehitetty monia 
eri työkaluja esimerkiksi ReactJS, Angular ja VueJS. Näiden ohjelmistotyökalujen 
tarkoituksena on tehdä kehittämisestä helpompaa, nopeampaa ja lähdekoodin yllä-
pitämisestä helpompaa. 
Tässä opinnäytetyössä keskitytään modernin websovelluksen asiakaspään kehittä-
miseen Angular-ohjelmistokehyksellä. Työssä perehdytään Angular-ohjelmistoke-
hyksen eri ominaisuuksiin, käydään läpi Angular-ohjelmistokehyksellä kehitetyn 
sovelluksen perusrakennetta ja osia, joista sovellus koostuu. 
Käytännössä opinnäytetyön aiheena on kirjoittaa Fliq Oy:n kehittämän pilvipohjai-
sen laitteiston hallinnan ja datan visualisoinnin sovelluksen käyttöliittymä käyttäen 
Angular-ohjelmistokehystä. Yritys ei halunnut kehitetyn sovelluksen ominaisuuk-
sista ja kehittämisestä kirjoitettavan julkaistavaan opinnäytetyöhön, joten julkinen 
opinnäytetyö on teoreettinen katsaus Angulariin itse tehtyjen esimerkkien avulla. 
Opinnäytetyöstä muodostuu kattava katsaus yhteen tämän hetken suosituimmista 
websovellusten kehittämiseen käytetystä työkalusta, Angular-ohjelmistokehyk-
sestä. Opinnäytetyöstä saa selkeän kuvan Angular-ohjelmistokehyksen eri ominai-
suuksista ja osista mistä Angular-sovellukset koostuvat. 
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2 TARVITTAVAT TIEDOT JA TEKNIIKAT 
Koska Angular on websovellusten kehittämiseen käytettävä ohjelmistokehys, on 
syytä käydä lyhyesti läpi mistä osista perinteinen websovellus koostuu. 
2.1 JavaScript 
JavaScript on kevyt ohjelmointikieli, joka on prototyyppipohjainen ja dynaaminen. 
Se tukee oliomaista, imperatiivista ja funktionaalista ohjelmointityyliä. JavaScript 
tunnetaan parhaiten websovellusten skriptauskielenä, mutta sitä käytetään monessa 
muussakin ympäristössä. Asiakaspuolella websovelluksissa JavaScriptiä käytetään 
kontrolloimaan HTML-sivujen käyttäytymistä. /1/ 
2.2 HTML 
HTML, HyperText Markup Language, on kuvaileva kieli, joka määrittää websivun 
rakenteen. HTML-tiedosto on tekstitiedosto, joka koostuu elementeistä. Element-
tejä ympäröi avaavat ja sulkevat tagit. HTML-tageihin on mahdollista lisätä attri-
buutteja, jotka vaikuttavat siihen, kuinka selain näyttää sen. /2/ 
2.3 DOM 
DOM, Document Object Model, on ohjelmointirajapinta HTML- ja XML-doku-
menteille. Se esittää sivun niin, että ohjelmat voivat muuttaa dokumentin raken-
netta, tyyliä ja sisältöä. DOM esittää dokumentin solmuina (engl. node) ja olioina. 
/3/ 
2.4 CSS 
CSS, Cascading Style Sheets, on kuvaileva kieli, joka määrittelee miltä websivut 
näyttävät selaimessa. Selain ottaa käyttöön CSS-tyylit määritetyille elementeille. 
Tyylin määrittely koostuu tiedoista ja niiden arvoista, jotka määrittävät miltä web-
sivu näyttää. /4/ 
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3 ANGULAR 
Angular-ohjelmistokehys (engl. framework) on Googlen Angular-tiimin vuonna 
2016 julkaisema alusta, joka on tarkoitettu webpohjaisten sovellusten kehittämi-
seen HTML- ja TypeScript-kielillä. Angular itsessään on kirjoitettu TypeSciptillä. 
Se toteuttaa ydin- ja valinnaiset toiminnallisuudet TypeScript-kirjastoina, jotka voi-
daan lisätä sovelluksiin käytettäväksi. Angular-ohjelmistokehyksen käyttöönotto 
vaati Node.js- ja npm-ohjelmien asennukset. Node.js on JavaScript runtime-ympä-
ristö. Npm on Node.js:n paketinhallintaekosysteemi, joka on maailman laajin va-
paanlähdekoodin kirjastojen ekosysteemi. /5, 6/ 
Angular on kokonaan uudelleenkirjoitettu versio vuonna 2010 julkaistusta Angu-
larJS ohjelmistokehyksestä, jonka sama tiimi on kehittänyt. AngularJS nimeä käy-
tetään Angular versioista 1.X ja Angular nimitystä versiosta 2.0 ylöspäin. /6/  
Tällä hetkellä Angularin uusin versio on 5. Joitain rikkovia muutoksia on tullut, eli 
ominaisuuksia on muutettu siten, että se vaatii muutoksia koodiin, jotta uusin versio 
toimisi. Uudet versiot ovat keskittyneet tekemään Angular-sovelluksista mahdolli-
simman nopeita ja pieniä, mikä on tärkeää nykyään, kun sovelluksia kehitetään mo-
biiliin. /6/ 
3.1 Angular riippuvuudet 
Angular-sovellusten kehittäminen vaati osaamista myös muista kielistä ja kirjas-
toista. Niinpä on hyvä käydä lyhyesti läpi Angular-sovelluksen kehittämiseen tar-
vittavat kielet ja kirjastot. 
3.1.1 TypeScript 
TypeScript on JavaScriptiä, johon on lisätty kehittyneempiä ominaisuuksia. Ty-
peScript mahdollistaa esimerkiksi tietojen tyypittämisen, mikä helpottaa kehittä-
mistä huomattavasti ja tekee koodista paljon selkeämpää. TypeScript käännetään 
pelkäksi JavaScriptiksi, jotta se toimisi selaimissa. /7/ 
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3.1.2 RxJS/Observables 
RxJS, Reactive Extensions for JavaScript, on kirjasto reaktiivista ohjelmointia var-
ten käyttäen Observable-tyyppiä, mikä helpottaa ohjelmien, jotka ovat asynkronisia 
ja käyttävät takaisinkutsufunktioita, suunnittelua. RxJS tarjoaa toteutuksen Obser-
vable-tyypistä, jota tarvitaan, kunnes tyypistä tulee osa kieltä ja kunnes selain tukee 
sitä. Kirjasto tarjoaa myös tapoja luoda Observable-olioita ja käsitellä niitä. /8/ 
Observable-oliota käytetään paljon Angularin sisällä ja niitä suositellaan myös käy-
tettävän sovellusten kehittämisessä. Observable-olio tarjoaa tuen viestin välittämi-
sen lähettäjien (Eng. publisher) ja kuuntelijoiden (Eng. subscriber) välillä. Obser-
vable-oliot ovat deklaratiivisia, eli funktio, jossa viesti lähetetään ei aktivoidu, en-
nen kuin vastaanottaja kuuntelee sitä. /9/ 
3.2 Angular arkkitehtuuri 
Angular-sovellus koostuu HTML-tiedostoista, komponentti-, direktiivi-, palvelu- ja 
moduuliluokista. Komponentit, direktiivit, palvelut ja moduulit Angular muodostaa 
metadatan avulla. Ilman metadataa nämä luokat ovat ihan tavallisia luokkia. Luok-
katiedostoon lisätään metadatadekoraatio, jonka avulla Angular tietää mitä luokalle 
pitää tehdä, muodostaako se siitä komponentin, palvelun vai jotain muuta. Kuvassa 
1 näkyy piirrettynä Angular-sovelluksen arkkitehtuuri. /10/ 
HTML-tiedostoissa on sovelluksen ulkoasu ja ne voivat sisältää Angular tyyppisiä 
tageja, esimerkiksi direktiivejä ja komponentteja. Komponenttiluokat hallitsevat 
HTML-tiedostoja, niissä on näkymäkohtaisia tietoja, muuttujia ja näkymään koh-
distuvien toimintojen hallinta. /10/ 
Palveluluokissa on sovelluksen logiikka, niissä kutsutaan esimerkiksi HTTP-kut-
suja tai suoritetaan muuten monimutkaisemmat toimet. Käytännössä komponentit 
käyttävät palveluja, jotta komponenttiluokan koodi pysyisi selkeänä. /1/ 
Moduuleihin kasataan komponentit, direktiivit, palvelut ja muut tiedostot, joita so-
velluksessa käytetään. Laajoissa sovelluksissa on monia eri moduuleja, jotka ovat 
loogisesti jaettu tiettyihin osiin, moduuleihin voidaan lisätä myös muita moduuleja. 
  10 
 
Jokaisessa Angular-sovelluksessa on vähintään yksi moduuli, juurimoduuli (engl. 
root module), jossa on vähintään sovelluksen käynnistämiseen tarvittavat tiedot. 
Angular-sovellus käynnistyy juurimoduulissa olevien tietojen avulla ja näyttää so-
velluksen selaimessa. /10/ 
 
Kuva 1. Angular arkkitehtuuri. /10/ 
3.3 Moduulit 
Angular, kuten JavaScript, käyttää moduuleja koodin organisoimiseen, molemmat 
tekevät sen eri tavalla ja Angular hyödyntää molempia tapoja. JavaScriptissä mo-
duulit ovat yksittäisiä tiedostoja, joiden sisällön käyttö muissa tiedostoissa mahdol-
listetaan export-ilmaisulla. Nämä tiedostot ovat sitten tuotavissa muihin tiedostoi-
hin import-ilmaisulla. Angularin moduulit ovat luokkia, joissa on @NgModule de-
koraatio. Moduulit konfiguroivat injektorin ja kääntäjän, ne myös helpottavat toi-
siinsa liittyvien asioiden organisointia. Angularin sisäiset kirjastot ovat moduuleita, 
jotka tuodaan sovelluksen käyttöön import-ilmaisulla ja lisätään moduulien im-
ports-listaan. /11,12/ 
Angular moduulin @NgModule dekoraatio ottaa vastaan metadataolion, jossa mää-
ritellään moduuliin liittyvät asiat. Moduulin komponentit, direktiivit ja putket mää-
ritellään metadatan declarations-listassa. Nämä on mahdollista tehdä käytettäväksi 
muissa sovelluksen moduuleissa tekemällä niistä julkisia lisäämällä ne exports-
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listaan, jolloin muut moduulit saavat nämä käyttöönsä importoimalla kyseisen mo-
duulin. Muut moduulit, joita moduuli tarvitsee, määritetään imports-listassa. Mo-
duuliin kuuluvat palvelut lisätään providers-listaan. Palvelut ovat kuitenkin auto-
maattisesti muiden sovelluksen osien käytössä, jos ne määritellään juurimoduulissa, 
tai jos moduuli, jossa ne on määritelty, importoidaan sovelluksen juurimoduuliin. 
Jos palvelu, komponentti tai jokin muu toiminnallisuus halutaan ottaa moduuliin 
käyttöön, se pitää ensin exportoida luodussa tiedostossa, sitten importoida NgMo-
dule-tiedostossa ja lisätä metadatan listaan. Kuvassa 2 on esimerkki sovelluksen 
juurimoduulista. /11/ 
 
Kuva 2. Esimerkki juurimoduulista. 
Jokaisella Angular-sovelluksella on vähintään yksi moduuli, juurimoduuli, josta so-
vellus käynnistetään bootstrap tiedon avulla. Juurimoduulin lisäksi Angular-sovel-
luksessa voi olla muita moduuleja, jotka lisäävät toiminnallisuutta sovellukseen ja 
jakavat tiettyyn asiaan liittyvät tiedostot omaksi loogiseksi kokonaisuudeksi. Näitä 
muita moduuleja kutsutaan nimellä ominaisuusmoduuli (engl. feature module). 
Laajemmissa sovelluksissa ominaisuusmoduulit ovatkin erittäin hyvä tapa jaotella 
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koodia loogisiksi kokonaisuuksiksi. Ominaisuusmoduuleja käyttämällä sovelluk-
sen lähdekoodi pysyy selkeämpänä ja paremmin hallittavana. Ominaisuusmoduu-
lien avulla sovelluksen eri logiikoiden käyttäminen on helppoa. Riittää, että mo-
duuli, jossa ovat tietyt näkymät tai muut asiat joita tarvitsee käyttää toisaalla tuo-
daan moduulin, jossa kyseistä ominaisuutta halutaan käyttää. Tämän jälkeen kysei-
set asiat voidaan tuoda esimerkiksi komponenttiluokkien käyttöön moduulissa. /11/ 
3.4 Komponentit 
Komponenttiluokat kontrolloivat sovelluksen näkymää. Komponenttiluokissa mää-
ritellään tietyn näkymän logiikka, eli näkymäkohtaiset muuttujat ja näkymään koh-
distuvat käyttäjän toimet. Komponentin näkymä määritellään HTML-tiedostossa, 
joka koostuu ihan tavallisesta HTML-syntaksista, ja se voi myös sisältää Angular-
merkintöjä, esimerkiksi komponentteja ja direktiivejä. /10/ 
Komponenttiluokka on tavallinen JavaScript-luokka, joka määritellään komponen-
tiksi liittämällä siihen @Component dekoraatio. @Component metadatan yleisim-
piä tietoja ovat selector, templateUrl ja stylesUrl. Selector on merkkijono, jolla 
komponentti voidaan liittää HTML-tiedostoon ja näin näkymään. templateUrl ker-
too polun, josta komponentin HTML-tiedosto löytyy. stylesUrls-lista kertoo kom-
ponenttiin liitettävät tyylitiedostot. Näiden lisäksi komponenttiin voidaan lisätä 
muita metadatatietoja, niitä tarvitsee kuitenkin harvoin. Kaikki @Component me-
tadatan tiedot ovat valinnaisia. Kuvassa 3 näkyy esimerkki komponenttiluokasta ja 
sen HTML-tiedostosta. /10/ 
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Kuva 3. Esimerkkikomponentti ja sen html-tiedosto. 
Komponenttia käytetään HTML-tiedostoissa lisäämällä komponentin selector 
HTML-tiedostoon. Esimerkiksi kuvan 3 komponentti voidaan liittää johonkin toi-
seen HTML-tiedostoon laittamalla sinne <app-root></app-root> tagi. 
3.4.1 Komponentin datan näyttäminen 
HTML-tiedostoissa voidaan näyttää komponentin muuttujia sitomalla ne HTML-
tiedostoon. Helpoin tapa näyttää komponentin muuttuja näkymässä, on nimeltään 
interpolointi. Siinä näytettävä muuttuja laitetaan kahden kaarisulun sisään, kuten 
kuvassa 3 {{title}}. Angular hakee viitatun muuttujan ja palauttaa sen arvon merk-
kijonona. Angular myös päivittää näkymän, kun muuttujien arvot muuttuvat. 
Listojen näyttäminen on todella helppoa käyttämällä Angularin NgForOf-direktii-
viä. *ngFor on Angularin toistodirektiivi, se merkitsee elementin, johon se on lii-
tetty ja sen lapsielementit toistettavaksi. Angular monistaa elementin ja sen lap-
sielementit niin monta kertaa kuin listassa on arvoja. Kuvassa 4 näkyy esimerkki 
NgForOf-direktiivin käytöstä. /13/ 
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Kuva 4. Esimerkki NgForOf-direktiivin käytöstä. 
Elementtien ehdollinen näyttäminen onnistuu käyttämällä Angularin NgIf-direktii-
viä. NgIf-direktiiville menee ehto ja jos se on tosi, elementti lisätään DOMiin, jos 
ehto on epätosi, elementti poistetaan DOMista. Elementin piilottaminen ja näyttä-
minen HTML-attribuuteilla on siis eri asia kuin NgIf-direktiivillä hoidettu ehdolli-
nen komponentin lisääminen ja poistaminen. Kuvassa 5 esimerkki NgIf-direktiivin 
käytöstä. /14/ 
 
 
Kuva 5. Esimerkki NgIf-direktiivin käytöstä. 
3.4.2 Komponentin elinkaari 
Angular hallitsee komponenttien elinkaarta. Angular luo ja esittää komponentin. 
Kun komponentti on luotu ja esitetty, Angular luo ja esittää komponentin lapsikom-
ponentit. Angular myös tarkistaa komponentin datan muutokset, kun se on näky-
vissä ja hoitaa uudet arvot näkyviin. Angular hoitaa komponentin tuhoamisen en-
nen kuin poistaa sen DOMista. Angular tarjoaa rajapinnan jokaiseen elinkaaren vai-
heeseen, näitä kutsutaan nimellä lifecycle hooks. Myös direktiiveillä on käytössä 
samat elinkaarirajapintojen metodit. /15/ 
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Jokaisella näistä rajapinnoista on yksi metodi, jonka nimi on rajapinnan nimi ng 
etumerkillä. Esimerkiksi OnInit-rajapinnan metodin nimi on NgOnInit(), jota An-
gular kutsuu pian komponentin luonnin jälkeen. Angular kutsuu komponentin/di-
rektiivin elinkaarirajapintametodia, vain jos se on toteutettu. Elinkaarirajapinnat 
ovat hyvä tapa reagoida tiettyihin tapahtumiin sovelluksessa. Elinkaarirajapintojen 
metodit näkyvät taulukossa 1. /15/ 
Taulukko 1. Komponentin elinkaarirajapintojen metodit. 
Elinkaarirajapintametodi Selitys 
ngOnChanges() Kutsutaan ennen ngOnInit()-metodin 
kutsua ja aina kun jokin komponen-
tin/direktiiviin sisään tuleva tieto muut-
tuu. 
ngOnInit() Kutsutaan kerran, ensimmäisen ngOn-
Changes()-metodin kutsunnan jälkeen. 
Käytetään direktiivin/komponentin 
alustamiseen, esimerkiksi komponen-
tin tarvitseman datan hakemiseen. 
ngDoCheck() Kutsutaan jokaisen muutoksen havait-
semisen yhteydessä, sekä heti ngOn-
Changes()- ja ngOnInit()-metodien 
kutsujen jälkeen. Käytetään havaitse-
maan muutoksia, joita Angular ei itse 
huomaa. 
ngAfterContentInit() Kutsutaan kerran, ensimmäisen 
ngDoCheck()-metodin kutsun jälkeen.  
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ngAfterContentChecked() Kutsutaan ngAfterContentInit()- ja 
ngDoCheck()-metodien kutsunnan jäl-
keen. 
ngAfterViewInit() Kutsutaan kerran, ensimmäisen 
ngAfterContentChecked()-metodin 
kutsun jälkeen. 
ngAfterViewChecked() Kutsutaan ngAfterViewInit()- ja 
ngAfterContentChecked()-metodien 
kutsunnan jälkeen. 
ngOnDestroy() Kutsutaan juuri ennen kuin Angular tu-
hoaa komponentin/direktiivin. Yleensä 
käytetään siivoamiseen, eli poistetaan 
komponentin käytössä olleet resurssit, 
muistivuotojen välttämiseksi. 
 
3.4.3 Komponenttien vuorovaikutus 
Angular-komponentit voivat kommunikoida keskenään eri tavoin. Komponentit 
voivat välittää dataa toisilleen, reagoida toisen komponentin tapahtumiin ja kutsua 
toisen komponentin funktioita. Nämä vaativat kuitenkin vanhempi – lapsi suhteen 
komponenttien välillä, eli toista komponenttia on käytetty toisen komponentin 
HTML-tiedostossa. Näiden lisäksi komponentit voivat kommunikoida toistensa 
kanssa palveluiden välityksellä, tällöin vanhempi – lapsi suhdetta ei tarvita. /16/ 
Komponentti voi välittää lapsikomponentille dataa sisään tulevan datan sidonnan 
avulla. Komponentin HTML-tiedostossa lapsikomponenttitagin sisälle tulee sisään 
tulevan tiedon nimi ja arvo. Lapsikomponentissa on tiedon niminen muuttuja @In-
put dekoraatiolla. Näin kyseinen arvo on käytettävissä lapsikomponentissa oman 
muuttajan kautta. Sisään tulevan arvon muuttuessa, siihen voidaan reagoida setterin 
avulla. Arvojen muuttumiseen on myös mahdollista reagoida ngOnChanges()-
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metodilla OnChanges-rajapinnasta. Tämä tapa voi olla parempi, jos tarkkailtavia 
arvoja on useampi. Kuvissa 6 ja 7 esimerkki Input-ominaisuuden käytöstä. /16/  
Kuvassa 6 valueToChild nimisen muuttujan arvo välitetään lapsikomponentille. 
Komponentin HTML-tiedostossa on lapsikomponentin tagi <app-child></app-
child> ja tagin sisällä välitetään muuttujan arvo sitomalla se value-tietoon. Kuvassa 
7 näkyy datan vastaanottaminen. Siinä on käytetty datan vastaanottamiseen setteriä 
ja ngOnChanges()-metodia.  
 
Kuva 6. Input-arvon välitys. 
 
Kuva 7. Input-arvon vastaanottaminen. 
Komponentti voi kuunnella lapsikomponentin tapahtumia. Lapsikomponentti pal-
jastaa EventEmitter tiedon, jonka avulla se välittää tapahtumia. EventEmitter tieto 
on ulosmenevä tieto, joka määritellään @Output dekoraatiolla. Komponentti sitoo 
itsensä lapsikomponentin tapahtumamuuttujaan ja reagoi noihin tapahtumiin. An-
gular välittää tapahtuman tiedot $event argumentilla käsittelijämetodille. Kuvissa 8 
ja 9 esimerkki tapahtuman välittämisestä ja kuuntelemisesta. /16/ 
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Kuvassa 8 välitetään tapahtuma, kun nappia painetaan. Kuvan 8 komponentissa on 
muuttuja nimeltään onValueChange, jolla on @Output dekoraatio. Tämä muuttuja 
välittää tapahtuman toggleValue()-metodissa, jota kutsunaan, kun nappia paine-
taan. Kuvan 9 komponentissa kuvan 8 tapahtuma sidotaan childValueChanged()-
metodiin, jolle $event argumentti välittää lapsikomponentin value-muuttujan ar-
von. 
 
Kuva 8. Tapahtuman välittäminen lapsikomponentissa. 
 
Kuva 9. Lapsikomponentin tapahtuman kuunteleminen. 
Komponentti voi lukea lapsikomponentin muuttujia ja kutsua sen metodeja luo-
malla siitä paikallisen muuttujan. Tämä tapahtuu komponentin HTML-tiedostossa 
ja lapsikomponentin muuttujat ja metodit ovat käytettävissä vain HTML-tiedoston 
sisällä. Kuvassa 10 on esimerkki paikallisen muuttujan luonnista. /16/ 
Lapsikomponentti on myös mahdollista injektoida komponenttiluokkaan Angularin 
ViewChild-moduulin avulla, jolloin lapsikomponentin tietoihin päästään käsiksi 
itse komponenttiluokasta. Lapsikomponentti on tuotava komponenttiin, jotta se 
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voidaan injektoida. Kuvassa 11 esimerkki lapsikomponentin injektoimisesta 
ViewChild ominaisuuden avulla. /16/ 
 
Kuva 10. Lapsikomponentti paikallisena muuttujana. 
 
Kuva 11. Lapsikomponentin käyttö ViewChildin kautta. 
3.5 Direktiivit 
Direktiivien avulla voidaan lisätä tapahtumia elementteihin. Angularissa on kol-
menlaisia direktiivejä: komponentit, jotka ovat direktiivejä näkymällä, rakenteelli-
set direktiivit, jotka muuttavat DOM-näkymää lisäämällä ja poistamalla DOM-ele-
menttejä, sekä attribuuttidirektiivit, jotka muuttavat elementin, komponentin tai 
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toisen direktiivin ulkoasua tai käyttäytymistä. Komponentit on käyty jo aiemmin 
läpi, joten keskitytään attribuutti- ja rakenteellisiin direktiiveihin. /17/ 
Attribuuttidirektiivejä käytetään elementtien attribuutteina. Angularissa on esimer-
kiksi valmiina NgStyle-direktiivi, jonka avulla HTML-elementeille voidaan lisätä 
tyylejä. Attribuuttidirektiivejä on myös mahdollista tehdä itse. Attribuuttidirektiivi 
tarvitsee vähintään controller-luokan, jossa on @Dirctive annotaatio. @Directive 
metadatalle menee tietona selector, joka identifioi attribuutin. Controller-luokka to-
teuttaa direktiivin halutun käytöksen. Kuvassa 12 näkyy esimerkki attribuuttidirek-
tiivistä. Direktiivissä on mahdollista kuunnella tapahtumia, jotka koskevat element-
tiä, johon se on liitetty, @HostListener dekoraation avulla. Kuvan 12 esimerkkidi-
rektiivissä tätä on käytetty kuuntelemaan hiiren saapumista elementtiin ja hiiren 
lähtemistä elementistä. Kun hiiri saapuu elementin päälle, sen tekstin väri muuttuu 
direktiiville sisään tulevana tietona annetun värin väriseksi. Kun hiiri lähtee ele-
mentin päältä pois, sen väri muuttuu takaisin alkuperäisen väriseksi. Kuvassa 12 
näkyvä ElementRef injektoi referenssin DOM-elementtiin, johon direktiivi on lii-
tetty ja sen nativeElement tietoa voidaan käyttää manipuloimaan suoraan sen omi-
naisuuksia. /17/ 
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Kuva 12. Esimerkki attribuuttidirektiivistä. 
Rakenteellisten direktiivien avulla voidaan muokata HTML-näkymää. Rakenteelli-
set direktiivit muokkaavat DOMin rakennetta lisäämällä, poistamalla tai manipu-
loimalla elementtejä. Rakenteellisen direktiivin erottaa attribuuttidirektiivistä 
HTML-tiedostossa siitä, että sen edessä on tähti (*). Angularin tarjoamia rakenteel-
lisia direktiivejä ovat esimerkiksi NgIf, NgFor ja NgSwitch. Rakenteellinen direk-
tiivi eroaa myös attribuuttidirektiivistä siinä, että attribuuttidirektiivejä voi olla use-
ampi yhdellä elementillä, mutta rakenteellisia direktiivejä voi olla vain yksi. /18/ 
Rakenteellisessa direktiivissä Angular kääntää tähdellä merkityn attribuutin, esi-
merkiksi *ngIf, <ng-template> elementiksi isäntäelementin ympärille ja *ngIf 
muuttuu tietokytkökseksi, [ngIf]. Tämän avulla Angular sitten käsittelee ja näyttää 
tuloksen DOMissa. <ng-template> on Angularin elementti HTML:n tekemiseen. 
Sitä ei koskaan näytetä suoraan käyttäjälle. Rakenteelliset direktiivit käyttävät <ng-
template> elementtiä HTML:n rakenteen muokkaamiseen. /18/ 
Rakenteellisia direktiivejä on myös mahdollista kirjoittaa itse. Rakenteelliset direk-
tiivit tarvitsevat Input-, TemplateRef- ja ViewContainerRef-symboleja. Templa-
teRef-symbolilla päästään käsiksi ng-template elementin sisältöön, jonka Angular 
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luo rakenteellisessa direktiivissä. ViewContainerRef-symbolilla päästää käsiksi 
elementtiin, joka tulee käyttäjälle näkyviin. Kuvassa 13 on esimerkki itse tehdystä 
direktiivistä. Siinä direktiiville tulee arvo sisään tulevan sidonnan kautta, ja @Input 
setteri tarkistaa onko sen saaman muuttujan tyyppi teksti (engl. string). Jos sen 
saama arvon tyyppi on teksti, se laittaa ViewContainerRef-symbolin avulla Temp-
lateRefin luoman <ng-template> elementin sisällön direktiivin elementin sisälle. 
Eli jos appIfString-direktiivin saaman muuttujan tyyppi on teksti, se näyttää ele-
mentin, johon direktiivi on liitetty. Muussa tapauksessa ViewContainerRef-sym-
boli tyhjentää sisältönsä ja näin poistaa elementin DOMista. /18/ 
 
Kuva 13. Esimerkki itse tehdystä rakenteellisesta direktiivistä. 
3.6 Palvelut 
Palvelut ovat Angularissa laaja käsite. Käytännössä palvelut tarjoavat arvoja, funk-
tiota tai ominaisuuksia, joita sovellus tarvitsee. Melkein mikä vain voi olla palvelu. 
Yleensä palvelu on luokka, joka keskittyy tiettyyn tarkasti määriteltyyn tarkoituk-
seen. Angular suosittelee palveluluokkiin lisättävän @Injectable dekoraation, se 
kertoo Angularille, että kyseisellä palvelulla saattaa olla injektoituja riippuvuuksia, 
jotka injektorin pitää selvittää. /19/ 
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Palvelut ovat Angular-sovellusten perusasioita. Komponenttiluokat käyttävät to-
della paljon palveluita, sillä sovelluksen logiikka on niissä. Komponenttiluokkien 
tulisi olla selkeitä ja yksinkertaisia, kaikki monimutkainen toiminnallisuus pitäisi 
olla palveluluokissa, kuten datan hakeminen tai datan validointi. /19/ 
Angular ei kuitenkaan pakota tekemään asioita tällä tavalla, mutta se tarjoaa helpon 
tavan kirjoittaa sovelluksen logiikan palveluluokkiin ja tarjota palvelut komponent-
tien käyttöön dependency injection kautta. /10, 19/ 
3.7 Dependency injetion 
Dependency injection, lyhemmin DI, on sovellusten suunniteluun käytetty tapa. DI 
on tapa toimittaa uusia ilmentymiä luokasta, kaikilla sen vaatimilla riippuvuuksilla, 
eli luokan ei itse tarvitse luoda niitä. Angularissa on oma DI-ohjelmistokehys ja 
ilman sen käyttämistä ei oikeastaan voi kehittää Angular-sovellusta. Angularin in-
jektori on vastuussa palveluiden luomisesta ja niiden injektoimisesta komponent-
tien käyttöön. Palvelut on rekisteröitävä providereiksi, eli lisättävä ne providers-
listaan, mikä tapahtuu yleensä moduuliluokassa. Palvelun injektointi komponentin 
käyttöön tapahtuu lisäämällä palvelun tyyppi komponentin konstruktoriin. /20/ 
Kun Angular luo komponentin, se kysyy ensin injektorilta mitä palveluita kompo-
nentti tarvitsee. Injektori pitää yllä listaa sen luomista palveluista, jos kysytty pal-
velu ei ole listassa, injektori luo ja lisää sen listaan ennen kuin palauttaa palvelun 
Angularille. Kun kaikki komponentin palvelut on palautettu, Angular kutsuu kom-
ponentin konstruktoria sen tarvitsemilla palveluilla. /20/ 
Jotta injektori tietäisi kuinka palvelu pitää luoda, palvelu pitää rekisteröidä provi-
deriksi. Providerit rekisteröidään moduuleissa tai itse komponenteissa. Yleensä re-
kisteröinti tapahtuu moduuleissa. Yleisin paikka rekisteröidä palvelut on juurimo-
duuliin, sillä silloin yksi instanssi kustakin palvelusta on käytettävissä kaikkialla 
sovelluksessa. Providerin rekisteröinti komponenttitasolla tarkoittaa sitä, että uusi 
instanssi palvelusta luodaan komponentille, mikä on harvoin tarkoituksellista. /20/ 
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3.8 Putket 
Angular-putket (engl. Pipes), tarjoavat tavan formatoida näytettävää dataa HTML-
tiedostoihin kirjoitettavien muunnosten avulla. Putki ottaa vastaan datan ja se 
muuntaa sen määritettyyn muotoon. Putki voi ottaa vastaan myös parametreja, jos 
datan muunnokseen tarvitaan jotain lisätietoja. Parametrit tulevat putken perään 
erotettuna kaksoispisteellä. Putkia on myös mahdollista ketjuttaa, jos dataa halutaan 
muokata useammalla tavalla. Kuvassa 14 näkyy esimerkki Angularin päivämäärä-
putken käytöstä. /21/ 
 
Kuva 14. Esimerkki Angular-päivämääräputken käytöstä. 
Angularin mukana tulee joitain putkia, jotka ovat käytettävissä kaikissa HTML-
tiedostoissa. Angular mahdollistaa myös omien putkien kirjoittamisen. Putken luo-
miseksi kirjoitetaan luokka, jossa on @Pipe dekoraatio, sille menee vähintään put-
ken nimi metadatana. Putkiluokan tulee toteuttaa PipeTransform-rajapinnan trans-
form()-metodi, jolle menee parametrina muutettava arvo, sekä mahdollisia lisäpa-
rametreja muutoksen tekemistä varten. Metodi palauttaa muutetun arvon. Kuvassa 
15 on esimerkki itse toteutetusta putkesta, joka pyöristää luvun kahden desimaalin 
tarkkuuteen. /21/ 
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Kuva 15. Esimerkki itse toteutetusta putkesta. 
3.9 HTTP 
Useimmat front-end-sovellukset kommunikoivat back-end-palveluiden kanssa 
HTTP-protokollan yli. Modernit selaimet tukevat kahta eri sovellusohjelmointira-
japintaa HTTP-kutsujen tekemiseen, XMLHttpRequest- ja fetch()-rajapintaa. An-
gularin HttpClient tarjoaa yksinkertaisemman HTTP-sovellusohjelmointirajapin-
nan XMLHttpRequest-rajapinnasta. Lisäksi HttpClient sisältää ominaisuuksia tes-
taamiseen, tyypitettyjä kutsuja, vastauksien vastaanottamista suoraan olioina, Ob-
servable APIn ja virtaviivaisen virheiden käsittelyn. HttpClientin käyttö edellyttää, 
että Angularin HttpClientModule on importoitu sovellukseen. Yleensä se importoi-
daan juurimoduulissa, sillä sen jälkeen se on käytettävissä kaikkialla sovelluksessa. 
/22/ 
Websovellukset yleensä pyytävät datan JSON-muodossa back-end-palveluilta. An-
gularissa datan hakeminen onnistuu HttpClientin get()-metodilla, ja data tulee ole-
tuksena JSON-muodossa. HttpClient palauttaa oletuksena tiedon Observable-
oliona. Observable ei suoraan palauta dataa, tai oikeastaan suorita kutsua ennen 
kuin sen subscribe()-metodia kutsutaan. Subscribe()-metodin takaisinkutsufunktio 
palauttaa pyydetyn datan käytettävässä muodossa. HttpClientin get()-metodille voi 
myös kertoa mitä tyyppiä palautettu arvo on, jolloin sen vastaanottaminen on hel-
pompaa, selkeämpää ja turvallisempaa. Kuvassa 16 on esimerkki tyypitetyn datan 
pyytämisestä HttpClientin get()-metodilla. Kuvan 16 UserService-luokan ge-
tUsers()-metodin vastaus on lista User-luokan olioita. /22/ 
  26 
 
 
Kuva 16. Esimerkki tyypitetyn datan hakemisesta HttpClientin get()-metodilla. 
Jos data halutaan hakea ilman tyypitystä, pitää get()-metodin jälkeen jättää pois 
tyypin määrittely, kuvan 16 tapauksessa <User>.  
HttpClientin get()-metodia voi myös määritellä muiden tarpeiden mukaan, esimer-
kiksi palauttamaan koko HttpResponse vastauksen HttpResponse bodyn sijaan li-
säämällä get()-metodille toisena parametrina objektin {observer: ’response’}. Sa-
malla periaatteella pystyy muokkaamaan vastauksen muotoa eriksi kuin JSON. Täl-
löin toisena parametrina menevälle objektille lisätään tieto responseType, esimer-
kiksi jos haettu tieto palautuu tekstinä {responseType: ’text’}. /22/ 
HttpClient tukee myös muuntavia kutsuja, eli datan lähettämistä serverille HTTP-
metodeilla, kuten PUT-, POST- JA DELETE-metodeilla. Nämä metodit toimivat 
samalla periaatteella kuin get()-metodi. Metodeille menee parametrin URL, johon 
kutsu tehdään, lisäksi post()- ja put()-metodeille menee toisena pakollisen paramet-
rin pyynnön sisältö. /22/ 
HttpClientin metodit eivät aloita HTTP-kutsua, ennen kuin metodin palauttama ob-
servable kutsuu subscribe()-metodia. Tämä ominaisuus on tehty, jotta observable-
olion toiminnallisuutta voidaan lisätä observable-kirjaston ominaisuuksilla, esimer-
kiksi käsitellä virheitä tai käsitellä jotenkin kutsun palauttamaa dataa ennen kuin 
mitään oikeastaan tapahtuu. Observablen subscribe()-metodi voi palauttaa kolme 
erityyppistä takaisinkutsufunktiota. Yksi takaisinkutsufunktio palautetaan kutsun 
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suorittamisen onnistuessa, toinen takaisinkutsufunktio palautetaan virheen sattu-
essa kutsua suorittaessa, kolmas takaisinkutsufunktio palautetaan, kun kutsu suori-
tetaan viimeisen kerran. Joten HTTP-kutsun eri lopputuloksiin voidaan reagoida 
myös paikassa, jossa subscribe()-metodia kutsutaan, mikä yleensä on komponent-
tiluokka. /22/ 
Joskus HTTP-kutsuja tehtäessä tapahtuu virheitä, ne voivat johtua serveripuolen 
virheistä tai selainpuolen virheistä. Angularin HttpClient kaappaa molemmat näistä 
virhetyypeistä HttpErrorResponse-olioksi, jota tutkimalla voidaan selvittää mikä 
meni vikaan. Virheen käsittelyssä voi vielä palauttaa ErrorObservable-olion, jolloin 
esimerkiksi komponentti voi näyttää virheilmoituksen, sillä observablen 
subsbcibe()-metodin toisena takaisinkutsufunktiona palautuu virhe. /22/ 
3.10 Lomakkeet 
Lomakkeet ovat hyvin yleisiä websovelluksissa. Niitä käytetään monenlaisiin tie-
donsyöttötehtäviin, kuten käyttäjän sisäänkirjautumiseen sovellukseen. Lomakkei-
den kehittämisessä on tärkeää ohjata käyttäjä tehokkaasti prosessin läpi. Angular 
tarjoaa kaksi erilaista tapaa lomakkeiden rakentamiseen. Reaktiiviset lomakkeet 
(engl. Reactive forms) ja mallipohjaiset lomakkeet (engl. Template-drive forms). 
Molemmat kuuluvat Angularin @angular/forms-kirjastoon. /23, 24/ 
Mallipohjaiset lomakkeet luodaan tekemällä komponentille HTML-tiedosto, jossa 
käytetään HTML-lomakkeenhallintaa. Nämä lomakkeenhallintaelementit, esimer-
kiksi <input> ja <select> elementit, sidotaan tietomallin tiedoiksi HTML-tiedos-
tossa käyttämällä Angularin direktiivejä. Angularin direktiivit luovat Angular lo-
makkeenhallintaoliot elementeille sidotun datan avulla. Angular hoitaa myös datan 
päivittämisen, kun käyttäjä muuttaa tietoja. Samalla kun tämä tapa vähentää tarvit-
tavan koodin määrää komponenttiluokassa, mallipohjaiset lomakkeet ovat asynk-
ronisia, mikä voi vaikeuttaa ohjelmointia vaativammissa tapauksissa. /24/ 
Reaktiiviset lomakkeet helpottavat reaktiivista ohjelmointityyliä. Reaktiivisten lo-
makkeiden avulla voidaan luoda Angularin lomakkeenhallintaolioita komponentti-
luokkaan ja sitoa niitä natiiveihin lomakkeenhallintaelementteihin komponentin 
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HTML-tiedostossa. Lomakkeenhallintaoliot luodaan komponenttiluokassa, jossa 
niitä myös muokataan. Lomakkeenhallintaolioiden kanssa suoraan työskentelyssä 
on se etu, että arvot ja arvojen oikeellisuus ovat aina synkronisia ja ohjelmoijan 
hallinnassa. /24/ 
3.11 Reititys 
Angularin reititin (engl. router) mahdollistaa navigoinnin sovelluksen sisällä näky-
mästä toiseen. Angularin reititin käyttää selaimista tuttua mallia navigoinnissa. Rei-
titin voi kääntää selaimen URL:n ja käyttää sitä navigoidakseen näkymään. Se voi 
välittää valinnaisia parametreja näkymälle. Reitittimen voi linkittää sovelluksessa 
näkyvään elementtiin, esimerkiksi linkkiin ja sitä klikkaamalla reititin navigoi mää-
riteltyyn näkymään. Reititin myös tallettaa navigointitapahtumat selaimen histori-
aan, joten selaimen ”takaisin”- ja ”seuraava”-napit toimivat myös. /25/ 
Yksinkertaisissa sovelluksissa selvitään usein yhdellä reitittimellä, mutta laajem-
missa ja monimutkaisemmissa sovelluksissa voidaan tarvita monipuolisempaa ja 
monimutkaisempaa navigointia. Angular-sovelluksessa voidaan käyttää lapsireitit-
timiä reitittämään näkymiä pääreitityksen alapuolella. Reitittimiin on myös mah-
dollista tehdä suojia navigoinnin turvaamiseksi, esimerkiksi tiettyyn näkymään voi 
päästä vain tietyt henkilöt käsiksi tai näkymästä poistuminen voidaan erikseen var-
mistaa käyttäjältä. Reitittimiä on myös mahdollista konfiguroida lataamaan Angu-
larin moduuleja vasta kun tiettyyn osioon sovelluksesta navigoidaan, tätä kutsutaan 
nimellä Lazy Loading. /25/ 
Angularin reitityksen käyttö vaatii tiettyjä konfigurointeja sovellukseen. Yleensä 
sovelluksiin täytyy lisätä <base> elementti index.html tiedoston <head> elementin 
ensimmäiseksi lapsielementiksi. <base> elementille lisätään href-attribuutti osoit-
tamaan sovelluksen juureen. Angularin reititin on valinnainen palvelu, joka on 
omassa kirjastossaan ja se pitää tuoda sovellukseen, kuten jokainen Angular-pa-
ketti. Angular-sovelluksella, joka käyttää reititystä, on yksi instanssi reitityspalve-
lusta, jota voidaan käyttää eri puolilla sovellusta. Kun selaimen URL vaihtuu, rei-
titin etsii vastaavan reitin, joka määrittää komponentin näkymän. Reitittimellä ei 
kuitenkaan ole reittejä ennen kuin ne konfiguroidaan. Angular sijoittaa reitittimen 
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määrittämän näkymän <router-outlet></router-outlet> elementin jälkeen, joka si-
joitetaan reitittimen isäntänäkymän HTML-tiedostoon. /25/ 
Kuvassa 17 on esimerkki reitittimen reittien konfiguroinnista. Reitit määritellään 
listana Route tyyppisiä olioita. Reitti yhdistää URL-polun komponenttiin. Tämä 
lista välitetään RouterModule.forRoot-metodille, Angular-moduulin imports-lis-
tassa, jotta Angular osaa konfiguroida reitit. Kuten kuvassa 17 näkyy, reitteihin ei 
lisätä alkuun kauttaviivaa, vaan reititin parsii ja rakentaa lopullisen URL:n sallien 
niiden käytön absoluuttisina ja relatiivisina polkuina navigoitaessa sovelluksen eri 
näkymien välillä. Kuvan 17 appRoutes-listassa näkyy erityyppisiä path-arvoja. An-
gular sallii erityyppisten polkujen määrittämisen navigoimisen tueksi. Kuvan 17 
appRoutes-listan toisen reitin polussa näkyy :id merkintä, tämä on merkintä reitin 
parametriksi. Esimerkiksi URL:ssa /user/4, ”4” on id parametrin arvo. Kuvan 17 
appRoutes-listan kolmannessa reitissä on käytetty datatietoa, tätä voidaan käyttää, 
jos säilyttää mielivaltaista dataa reittiin liittyen. Datatietoon päästään käsiksi reiti-
tyspalvelun kautta. Datatietoa käytetään sivun otsikoiden ja muiden luettavien tie-
tojen, jotka ovat staattisia, säilyttämiseen. Kuvan 17 neljännessä reitissä on tyhjä 
polku, tämä on sovelluksen oletusreitti eli paikka, johon navigoidaan, kun URL on 
tyhjä, kuten yleensä sovellusta avattaessa. Kuvan 17 oletusreitti ohjaa /home 
URL:iin ja näin olleen näyttää HomeComponentin. Kuvan 17 viimeisessä reitissä 
on käytetty reitittimen jokerikorttimerkintää (engl. wildcard). Reititin valitsee tä-
män reitin, jos URL ei ole sama minkään määritetyn reitin kanssa. Tätä voidaan 
käyttää ohjaamaan reititin toiseen reittiin tai näyttämään esimerkiksi ”Sivua ei löy-
tynyt” näkymä, kuten kuvassa 17 on tehty.  
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Kuva 17. Esimerkki Angular-reitittimen konfiguroinnista. 
Reittien järjestyksellä on väliä konfiguroinnin kannalta. Reititin valitsee ensimmäi-
sen reitin, mikä sopii URL:iin, joten tarkimmin määritetyt reitit tulee sijoittaa vä-
hemmän tarkkojen yläpuolelle. Kuten kuvassa 17, staattiset reitit on määritelty en-
sin, sitten tyhjä- ja jokerikorttireitti. Jokerikortilla varustettu reitti sopii jokaiseen 
URL:iin, ja se tulisi valita vain, jos URL ei sovi muihin reitteihin, joten se pitää 
sijoittaa viimeiseksi. /25/ 
Kun reitit on konfiguroitu, niitä voidaan käyttää sovelluksessa navigoimiseen. URL 
voi saapua suoraan selaimen osoiteriviltä, mutta yleensä navigointi tapahtuu sovel-
luksessa tapahtuvan toiminnon kautta, kuten ankkuritagin klikkaamisen takia. Ku-
vassa 18 on esimerkki navigoimisesta ankkuritagien avulla. Kuvassa 18 ankkurita-
geihin on lisätty RouterLink-direktiivi, joka antaa reitittimelle hallinnan noihin ele-
mentteihin. RouterLink-direktiiville annetaan polku, johon navigointi tapahtuu. 
Kuvassa 18 on käytetty kuvassa 17 määriteltyjä reittejä. Kun kuvan 18 ankkurita-
geja klikkaa, reititin navigoi näkymään, johon polku on liitetty. Kuvassa 18 ankku-
ritageilla oleva routerLinkActive-direktiivi auttaa visuaalisesti erottamaan valitun 
ankkurin aktiivisen reitin mukaan. Reititin lisää ”active” CSS-luokan elementille, 
kun kyseinen RouterLink tulee aktiiviseksi. /25/ 
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Kuva 18. Navigointi sovelluksessa. 
Joskus sovelluksissa halutaan estää tietyt navigoinnit tietyissä olosuhteissa. Esimer-
kiksi jotain sivua ei välttämättä haluta näyttää, jos käyttäjä ei ole kirjautunut sisään. 
Käyttäjältä voidaan haluta varmistus tietojen hylkäämiseksi, jos käyttäjä navigoi 
pois sivulta, jossa on lomakkeen täyttö kesken. Angular mahdollistaa tällaisten ta-
pausten hoitamisen vahtien (engl. guards) avulla. Vahdit lisätään reitin konfiguroin-
tiin. Vahdin palautusarvo määrittää reitittimen käytöksen. Jos vahti palauttaa arvon 
tosi, navigointiprosessi jatkuu. Jos vahti puolestaan palauttaa arvon epätosi, navi-
gointiprosessi pysähtyy ja käyttäjä pysyy näkymässä, jossa hän on. Reitin vahti voi 
palauttaa arvon joko synkronisesti tai asynkronisesti. Asynkronisessa tapauksessa 
reititin odottaa vastauksen ennen kuin se jatkaa navigointiprosessia. Reititin tukee 
useaa eri vahtirajapintaa, joita toteuttamalla vahteja voidaan hyödyntää. Vahtiraja-
pinnat näkyvät taulukossa 2. /25/ 
Taulukko 2. Vahtirajapinnat. 
Vahtirajapinnan nimi Vahtirajapinnan toiminta 
CanActivate Käytetään tarkistamaan navigointi reit-
tiin. 
CanActivateChild Käytetään tarkistamaan navigointi lap-
sireittiin. 
CanDeactivate Käytetään tarkistamaan navigointi pois 
nykyisestä reitistä. 
Resolve Käytetään hakemaan dataa ennen reit-
tiin navigointia. 
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CanLoad Käytetään tarkistamaan navigointi 
ominaisuusmoduuliin, joka ladataan 
asynkronisesti. 
 
Kuvassa 19 on esimerkki CanDeactivate-vahdin käytöstä. Kuvassa 19 on palvelu, 
jota voidaan käyttää yleisesti eri reittien vahdiksi. Jokainen komponentti, jossa tätä 
vahtia halutaan käyttää, toteuttaa oman canDeactivate()-metodin, jonka perustella 
määritetään, voidaanko näkymästä navigoida pois. 
 
Kuva 19. Esimerkki CanDeactivate vahdista. 
Kuvassa 20 näkyy, kuinka kuvan 19 CanDeactivate vahtia on käytetty 
AppChildComponentista pois navigoinnin suojaamiseksi. Reitin konfigurointiin li-
sätään vahtirajapinnan nimi ja luokka, jossa vahti on toteutettu. AppChildCom-
ponent-luokassa on sitten yksinkertainen varmistus poistumisen varmistamiseksi, 
jos käyttäjä vastaa confirm()-metodin kysymykseen ”Cancel” käyttäjä jää näky-
mään, sillä silloin confrim()-metodi palauttaa arvon epätosi. Jos käyttäjä vastaa ky-
symykseen ”OK”, navigointi suoritetaan ja käyttäjä poistuu AppChildComponen-
tista. 
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Kuva 20. CanDeactivate-vahti AppChildComponentissa. 
Kaikissa vahtirajapinnoissa on sama periaate, vahti palauttaa arvonaan joko tosi tai 
epätosi ja navigointi suoritetaan tai keskeytetään tämän perusteella. Vahdeista voi 
tehdä yleiseen käyttöön soveltuvia, kuten kuvan 19 CanDeactivate-vahti, tai vain 
tietyn näkymän suojaamiseen tarkoitettuja. Kaikki vahdit konfiguroidaan samalla 
periaatteella, joka näkyy kuvassa 20, eli reitin konfigurointiin lisätään vahtirajapin-
nan nimi ja luokka, jossa vahti on toteutettu. 
Angularin reitittimen avulla on myös mahdollista toteuttaa asynkroninen reititys, 
joka lataa moduuleja laiskasti, lazy loading modules. Tämä on erityisen hyödyllinen 
ominaisuus isoissa sovelluksissa, sillä sovelluksen alustavaa kokoa saadaan pie-
nemmäksi. Asynkronisestä reitityksestä saatavat hyödyt ovat: tietyn osion sovel-
luksesta voi ladata vasta kun käyttäjä pyytää sitä, sovelluksen käynnistys nopeutuu, 
laiskasti ladattujen moduulien kasvattaminen ei kasvata sovelluksen alustavaa ko-
koa. Laiskasti latautuminen tapahtuu vain ensimmäisellä kerralla, kun osiota pyy-
detään. Tämän jälkeen moduuli ja sen reitit ovat välittömässä käytössä. /25/ 
Kuvissa 21 ja 22 näkyy esimerkki reitittimen asynkronisen latauksen käytöstä. Ku-
vassa 21 on esimerkki asynkronisen latauksen konfiguroinnista. Kuvassa 21 näkyvä 
path-tieto on polku, johon navigoitaessa lataus suoritetaan, loadChildren-tieto on 
polku moduuliin, joka ladataan. Ladattavassa moduulissa täytyy olla määritettynä 
moduulin reitit. Reitti, johon navigointi tapahtuu, jätetään tyhjäksi, sillä polku tulee 
jo ylemmältä reitittimeltä, tässä kuvan 21 polusta. Asynkronisesti ladattavaa mo-
duulia ei lisätä sovelluksen juurimoduuliin. Jos se lisättäisiin sinne, se latautuisi jo 
sovellusta käynnistettäessä. /25/ 
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Kuva 21. Esimerkki moduulin asynkronisen latauksen konfiguroinnista. 
 
Kuva 22. Esimerkki asynkronisesti ladattavasta moduulista. 
3.12 Komentorivirajapinta 
Angular CLI on komentorivirajapinta Angulariin. Angular CLI helpottaa huomat-
tavasti Angular-sovellusten luomista, kehittämistä ja ylläpitämistä. Sen avulla voi 
luoda Angular-projektin, lisätä tiedostoja, suorittaa sovelluksen kehittämiseen liit-
tyviä tehtäviä, kuten testaamista ja sovelluksen kääntämistä. Taulukossa 3 on listat-
tuna muutamia Angular CLI-komentoja. 
Taulukko 3. Joitain Angular CLI komentoja. 
Komento Selitys 
ng new [nimi] Luo uuden Angular-sovelluksen. 
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ng serve Kääntää sovelluksen ja käynnistää web 
serverin, jossa sovellus on käytettä-
vissä. 
ng generate [nimi] Luo komponentin, palvelun, direktiivin 
tai jonkin muun Angular-tiedoston, 
joka nimen tilalle laitetaan. 
ng test Kääntää sovelluksen ja ajaa luodut 
unit-testit. 
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4 YHTEENTVETO 
Opinnäytetyön lopputuloksena saatiin kehitettyä sovellukselle arkkitehtuuri ja joi-
takin osia sovelluksesta valmiiksi. Sovelluksen arkkitehtuurista saatiin selkeä ja uu-
sia ominaisuuksia voidaan lisätä siihen helposti ja sovellus pystytään optimoimaan 
kunkin asiakkaan tarpeiden mukaan.  
Työn suurimmat haasteet liittyivät arkkitehtuurin suunnitteluun ja käytettävien työ-
kalujen opiskeluun ja niiden yhteenliittämiseen, sekä käytettävissä olevaan aikaan. 
Sovellus on todella laaja ja monipuolinen, sen suunnittelussa täytyi ottaa monia eri 
asioita huomioon ja liittää ne järkevästi ja selkeästi toimivaksi kokonaisuudeksi. 
Koska sovelluksesta on jo olemassa versio, joka on asiakkailla käytössä, täytyi pro-
jektin aikana myös tehdä välillä muita asioita, esimerkiksi vanhaan alustaan liittyen. 
Näin kaikkea aikaa ei ole voinut käyttää uuden alustan kirjoittamiseen, vaan asioita 
on täytynyt tehdä tärkeysjärjestyksessä. 
Sovelluksen kehittäminen jatkuu jatkossa suunnitellun arkkitehtuurin ja ytimen ym-
pärille. Siihen kehitetään tällä hetkellä puuttuvat osat ja kehitetään uusia ominai-
suuksia tarvittaessa. Sovelluksesta on myös kehitteillä mobiiliin ja työpöytään so-
pivat versiot. 
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