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ABSTRACT 
 
 
 In this project, we worked to create an indoor autonomous micro aerial vehicle 
(MAV) using a multi-layer architecture with modular hardware and software compo-
nents. We required that all computing was done onboard the vehicle during time of flight 
so that no remote connection of any kind was necessary for successful control of the ve-
hicle, even when flying autonomously. We utilized environmental sensors including ul-
trasonic sensors, light detection and ranging modules, and inertial measurement units to 
acquire necessary environment information for autonomous flight. We used a three-lay-
ered system that combined a modular control architecture with distributed on-board com-
puting to allow for fully abstracted layers of control, allowing the individual development 
and testing of layers. We implemented two layers fully, resulting in increasing autono-
mous functionality for the MAV, and produced a research platform for development of 
the third layer. Experimental results demonstrated implementation capabilities including 
autonomous hovering, obstacle avoidance, and flight data recording. 
 
 
Keywords: Autonomous robotics, Indoor aerial vehicles, Multi-layer control architecture, 
Subsumption architecture, Quadcopters, Drones  
iii 
ACKNOWLEDGEMENTS 
 
 
 
 
 I would like to thank several individuals who have made the completion of this 
project possible. I am thankful to Professor Michael Galloway, my CE/T advisor, for his 
mentorship through the project, his advising and critique, and his dedication to under-
graduate research. I am also grateful to Professor James Gary and Professor Bryan Car-
son, the members of my CE/T committee, for their critiques and insight. I would like to 
thank Christopher Goulet for working on the research component of this project with me 
and helping get this project off the ground. I am grateful to the Honors College for con-
tinued support of intellectual activities and the encouragement to learn outside of the 
classroom.  
 I am also extremely appreciative of financial support from the Office of Academic 
Affairs and the Office of Research through a Faculty-Undergraduate Student Engagement 
Grant under FUSE Award #: 15-FA245. Additionally, I am thankful to the Student Gov-
ernment Association for two Scholar Development Grants. Without these funds, the com-
pletion of the project and travel for conference presentation would not have been possi-
ble. 
iv 
VITA 
 
August 19, 1994…………………………………………………… Born – Danville, Ken-
tucky 
2013…………………………………………………………………….. Homeschool, 
Louisville, Kentucky 
 
 
PUBLICATIONS 
 
1. C. Brooks, C. Goulet, and M. Galloway. “Toward Indoor Autonomous Flight Us-
ing a Multi-rotor Vehicle,” In Information Technology: New Generations, pp. 
1145 – 1155, Springer International Publishing, 2016. 
 
 
FIELDS OF STUDY 
 
Major Field: Computer Science 
Minor Field: Mathematics 
v 
TABLE OF CONTENTS 
Page 
Abstract…………………………………………………………………………………... ii 
Acknowledgements………..…………………….………………………………………. iii 
Vita………………………………..…………….………………………………….......... iv 
List of Figures………………………………………………..………………………….. vi 
Chapters 
1. Introduction……….………………………………………………………………1 
2. Related 
Work……………………………………..………………………………………. 4 
3. Design and Construction of the MAV…………………………………………… 6 
4. MAV Control…………………………………………………..……………….. 14 
5. Experiments and Results…………………………………...…………………… 29 
6. Discussion and Further Work…………………………….…..…………………. 36 
References………………………………………………………………………………. 39 
Appendices: 
 Appendix A: Middle Layer Dependencies and Source Code……………………41 
 Appendix B: Upper Layer Dependencies and Source Code…….……..…………55 
 Appendix C: Sample of Data Received on Upper Layer………………….…........62
vi 
LIST OF FIGURES 
 
   Figure              Page 
1. Orientation in 3-Dimensional Space…………………………………….……….10 
2. Orientation of the MAV in 3-Dimensional Space……………..…………………11 
3. Connection Schematic…………………………………………………..………. 12 
4. Completed MAV…………………………………………………….…………...13 
5. Flowchart for Three-Layered Control……………………………………………17 
6. Sigmoid Function Used on Third Tier……………………………………………25 
7. Height Values from Flight…………………………………………………….….30 
8. Height Values from Tuned Flight………………………………………………..31 
9. Height Values from Flight over Benches…………………………………………32 
10. Height Values from Flight Down Stairs………………………………………….34 
 
  
1 
CHAPTER 1 
 
INTRODUCTION 
 
Navigation and coverage algorithms provide a growing area of study in the devel-
opment of autonomous robots. Autonomous robots and the coverage algorithms they use 
are more prevalent than ever, especially in military use [6], and are being seen in various 
consumer products such as automated indoor vacuum cleaners, automated lawnmowers, 
and personal drones. Aerial robots possess certain advantages over ground robots in deal-
ing with rough ground terrain as they can simply fly over obstacles, but also face in-
creased difficulties including mapping and navigation in three-dimensional environments, 
limited payloads, and constant motion [1]. 
Unmanned aerial vehicles (UAVs) have become commonplace in many areas of 
society. Once limited primarily to large, fixed-wing vehicles operated for military or in-
telligence purposes, the category of UAVs now includes many rotary-wing aircraft which 
can be less than a meter across. Such UAVs are referred to as micro UAVs, or MAVs. 
MAVs have grown in popularity dramatically over the last decade, evolving from primar-
ily being seen in research labs to becoming an integral part of the professional photogra-
phers’ toolbox and a popular hobbyist project. These vehicles may also be used for sur-
veillance and monitoring, exploration, search and rescue, or military use. 
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With the growth of MAV popularity, a large amount of research has been done on 
algorithms for control of MAVs, both manually and autonomously. In many cases, re-
search was optimized for outdoor usage, as the vast majority of MAV usage is meant for 
outdoors, where their aerial capabilities allow them to ascend above any existing obsta-
cles. However, given the limited wingspan of MAVs, it is possible for many such aircraft 
to be used indoors. This indoor usage creates many new problems for MAV control algo-
rithms: obstacles are more frequent, there is limited overhead space, the environment is 
more restrictive, and positioning systems such as GPS are unreliable as they may not be 
available in enclosed rooms [7]. Consequently, the autonomous control of an indoor 
MAV can be considered a distinct branch of MAV research, as it must deal with these 
limitations and provide solutions that do not depend on technologies denied in indoor set-
tings. 
The autonomous control of indoor MAVs has potential applications similar to 
those of outdoor MAVs, including site surveillance, security, military or police use, and 
disaster response. The primary advantage of MAVs in indoor environments over tradi-
tional ground-based robots is the ability to easily traverse stairs and other ground-based 
obstacles. However, robust control strategies must be developed for a MAV to success-
fully navigate an indoor environment and fulfill any of these potential applications. 
The goal of this project was to investigate indoor MAV autonomy and design a 
control structure that could be used as a resource for development of high-level MAV 
control algorithms. For our research, the control structures investigated were specialized 
for indoor navigation of a MAV. The indoor algorithms were required to rely solely on 
proximity sensor data for information about the surrounding environment, as opposed to 
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typical analogous outdoor algorithms that have the availability of GPS to determine their 
positioning. The scope of the research included design and construction of an indoor 
MAV, interfacing with the MAV, controlling the MAV using sensor data, and working 
towards autonomous flight and navigation. We introduced a multi-layered hardware and 
software control architecture for indoor MAV control that allowed for abstraction of the 
individual layers from one another, thereby creating a platform for further research into 
various indoor MAV control algorithms and strategies. 
Chapter 2 covers related work on this topic, including research on autonomous in-
door MAVs and the control structures used for autonomy. Chapter 3 describes the hard-
ware design of the MAV and its construction. Chapter 4 details the control structure used 
and the development of the autonomous control algorithms for the MAV. Chapter 5 pro-
vides experimental results and data. Finally, Chapter 6 contains discussion and potential 
further work on this project. 
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CHAPTER 2 
 
RELATED WORK
  
Embedded computer systems have been used to control indoor MAVs, including 
the use of microcontrollers and single-board computers [9]. Designing a MAV with an 
embedded computer on-board enables it to perform needed computations mid-flight. 
With several research projects conducted on autonomous indoor MAVs in recent years, 
many different control architectures have been used that implemented embedded comput-
ers. Due to computational limitations, several of these projects required some processing 
that was done on a base station off-board the MAV [1, 2, 5, 10]. Our project did not rely 
on any off-board processing for successful autonomous control of the vehicle, instead us-
ing distributed computing that was fully on-board the vehicle. 
Other recent projects have also required fully on-board processing. Some projects 
that allowed for all on-board processing divided computation between two components. 
Satler et al. [9] split their software architecture between two units - a low-level unit which 
monitored attitude and controls communication with the actuators, and a high-level unit 
that handled the rest of the computing. Nieuwenhuisen et al. [7] also split computing in 
this way, and further modularized their software architecture by creating a layered ap-
proach within this high-level processor. However, neither of these projects separated the 
5 
computation of all critical time-of-flight operations (including obstacle avoidance) on to 
hardware components separate from that which handled mapping, localization, and other 
computationally complex tasks or explicitly abstracted the software components from one 
another. Tomic et al. [11] also employed a low-level and high-level unit conceptually, but 
did not use a three-layer division of components between perception, cognition, and ac-
tion layers. These layers did not correspond to particular on-board computers and were 
not explicitly abstracted from one another. 
Environmental sensing in GPS-denied environments has been investigated for use 
in MAV control. Pestana et al. [8] have investigated the control of MAVs in GPS-denied 
environments using movement and position estimation based on sensors such as an on-
board camera. Grzonka et al. [5] have created high-level control algorithms for MAVs 
using only range sensors. 
We contributed a multi-layered software and hardware architecture specialized for 
autonomous indoor MAV control that allowed for the complete abstraction of layers from 
one another. This was done through the alignment of a three-layered distribution of com-
puting with a three-layered distribution of required processing tasks, taking into consider-
ation the requirements of an autonomous indoor MAV in the division of these tasks. This 
contribution allowed for the individual development of each layer and the potential inter-
changeability of both the hardware and software components of a single layer without af-
fecting the other layers.
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CHAPTER 3 
 
DESIGN AND CONSTRUCTION OF THE MAV
 
 There are two general categories of MAVs: fixed-winged and rotary-wing. In the 
case of building a MAV for indoor use, a rotary-wing design was an obvious choice as it 
offered more stability and maneuverability than its fixed-winged counterpart. We imple-
mented a quadrotor MAV as the basic framework for our MAV. 
Size was a major factor in the design of the MAV. When considering indoor envi-
ronments, the limiting access point was typically a door frame, as this was the smallest 
space through which an entity navigating the environment would have to fit. However, 
the MAV still was required to be large enough to hold all necessary sensors and comput-
ers. Taking that into account, we chose to design a MAV with a wingspan (calculated 
from the end of one rotor to the end of the opposing rotor) of 35 centimeters, giving it 
plenty of room to make it through typical door frames. 
Using these size parameters and estimating the weight of components, we de-
signed a MAV with a focus on being as modular as possible and attempted to keep costs 
low. The outline of the design included four brushless DC motors, four speed controllers, 
a 2800mA/hr lithium-ion polymer battery, and a receiver with corresponding remote-con-
troller. Three separate computers were also carried on board to allow for three separate 
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hardware layers, consisting of a preprogrammed flight-control board, an Arduino Mega, 
and a Raspberry Pi 2 Model B. 
We relied largely on range sensors for environmental sensing, as these were both 
widely available and did not require a large amount of processing for the information 
they provided to be utilized. Alternatives included stereo cameras or other sensors which 
would have provided more information at the cost of being computationally expensive to 
utilize. The primary categories of range sensors were ultrasonic sensors, infrared sensors, 
and light detection and ranging (LIDAR) modules. We chose ultrasonic sensors for most 
of our range sensors as they were more inexpensive and light weight than LIDAR mod-
ules, and typically could detect ranges greater than infrared sensors. The ultrasonic sen-
sors operated by sending out a high-frequency ping whenever a high pulse was received 
on a trigger pin, then sending out a high pulse on an echo pin when the echo of the high-
frequency ping was received. The distance to the nearest obstacle in the direction the sen-
sor was facing could be calculated by using the time difference between the high pulse 
being sent to the trigger pin and the high pulse being received on the echo pin, as well as 
the speed of sound. We also used a single light detection and ranging (LIDAR) module. 
This module worked in a similar manner to the ultrasonic range sensors, except it used 
laser pulses instead of high-frequency pings. The module calculated the distance to the 
nearest obstacle by using the time it took for the laser pulse to bounce off the nearest sur-
face and return to the module as well as the speed of light.    
We utilized a total of five ultrasonic range sensors – two pointing down to collect 
data on the height of the MAV, and one each on the left, back, and right of the MAV. The 
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primary advantage of using ultrasonic sensors was that they could be purchased inexpen-
sively and were widely available - ours cost around $2 each. This was important since 
frequent replacement of these parts was beneficial for both development and future use as 
they were placed on the perimeter of the MAV and could be damaged during crashes. 
Additionally, they had a relatively high accuracy at close ranges: in ideal conditions, they 
could pinpoint range to within a tenth of a centimeter. Disadvantages of using ultrasonic 
sensors included the inability to correctly determine height when flying over exceedingly 
noisy surfaces such as grass. Additionally, the widening cone-like shape of sound waves 
led to decreased reliability the higher the MAV flew, and there was a time delay caused 
by the nature of ultrasonic sensors. However, noisy surfaces were not typically a substan-
tial problem indoors, the altitude indoors was not large enough for the widening detection 
cone to have a substantial impact, and the time delay of the sensors was successfully in-
corporated into our algorithms. 
We used our single LIDAR module for the forward-facing range sensor. While 
LIDAR modules have much greater ranges and can obtain faster readings than ultrasonic 
sensors, we only used one LIDAR module as they were significantly more expensive 
(ours cost around $120) and weighed more than ultrasonic sensors. However, the primary 
reason for using a different type of range sensor for the forward-facing sensor despite the 
cost was that the forward-facing reading was particularly important for obstacle detection 
and for many control strategies for MAVs, since the MAV would most often be moving 
in this direction. Thus, we used a LIDAR-Lite range sensor facing forward that was accu-
rate at ranges up to 40 meters, whereas our ultrasonic range sensors were only accurate 
up to 5 meters.  
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 We additionally included an inertial measurement unit (IMU) to obtain data about 
the orientation of the MAV in 3-Dimensional space. This IMU contained an accelerome-
ter, gyroscope, and a magnetometer. The accelerometer measured the pull on the sensor 
caused by gravity or movement, the gyroscope measured the angular velocity of the sen-
sor, and the magnetometer measured the strength and direction of the magnetic field 
around the sensor. A library for the IMU fused the data from these three individual sen-
sors, allowing us to obtain the heading, pitch, and roll of the MAV. These angles de-
scribed the MAV’s orientation. When viewing the MAV from the top, heading described 
the angle at which the MAV was rotated around an imaginary axis intersecting the craft 
from the bottom through the top (controlling which direction the MAV is facing - this is 
typically called yaw, but we referred to it as heading since we used the name yaw to refer 
to the control of this angle), pitch described the angle at which the craft was rotated 
around an imaginary axis intersecting the craft from the left through the right (controlling 
its forward and backward movement), and roll described the angle at which the MAV 
was rotated around an imaginary axis intersecting the craft from the front through the 
back (controlling its left and right movement). Figure 1 demonstrates this system in gen-
eral. We used control outputs that we referred to as yaw to control the heading, elevator 
to control the pitch, and aileron to control the roll. Positive and negative values for these 
outputs moved the craft in opposite directions along each respective axis. Figure 2 illus-
trates this control system with regards to our MAV. 
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Fig 1: Orientation in 3-Dimensional Space 
 
 
Fig 2: Orientation of the MAV in 3-Dimensional space 
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 We modified a standard quadrotor frame consisting of two decks and four rotor 
arms for the construction of our MAV. We attached a third deck for extra storage space 
and simple landing gear on the bottom. Using this setup, we were able to place all three 
computers onboard, attach all range and IMU sensors in their respective positions, and 
reserve space for a battery to be loosely connected to the bottom of the craft for simple 
replacement. The battery powered four electronic speed controllers (ESCs), which in turn 
were used to power the motors. The ESCs were controlled by the flight-control board. 
The flight-control board, in turn, received input through four distinct lines using pulse-
width modulation (PWM) signals from the Arduino Mega corresponding to thrust, yaw, 
elevator, and aileron control respectively. The Arduino Mega read data from all range 
sensors and the IMU, and also read input from the remote receiver. Finally, the Arduino 
Mega communicated with the Raspberry Pi 2 Model B through a serial connection. The 
connection schematic for all sensors and the lower and middle layer computational com-
ponents for our quadcopter is shown in Figure 3. The Raspberry Pi 2 Model B is not 
shown in this schematic; it merely connected to the Arduino Mega through a serial con-
nection. 
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Fig 3: Connection schematic for our MAV’s lower and middle layer computational com-
ponents and all sensors 
 
 
 
Fig 4: The completed MAV, viewed from the front
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CHAPTER 4 
 
MAV CONTROL 
 
We began to develop the autonomous capabilities of the MAV after its design and 
build were completed. We recognized three distinct levels of tasks as divided by their 
complexity and required runtime, similar to the distinctions used by Achtelik et al. [1]. In 
our first group of tasks, we included those tasks which required the highest rate of com-
pletion - stabilization of pitch and roll must occur at a rapid frequency to ensure stable 
flight. In the second group, we included those tasks which had to be completed in real-
time and did not require complex computation, but were not as urgent or required more 
computation than those in the first group. This group contained altitude stabilization, lo-
cal obstacle avoidance, and specific task execution (landing and take-off, for example). 
Finally, the last group contained all tasks which were highly complex or were not re-
quired to be real-time, including mapping and data recording. 
 
Three-Layered Approach 
Using this division, we created three computational layers that acted as separate 
modules. A primary requirement of our project was to create a MAV with all computing 
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done on-board so that flight capabilities did not depend on external computation whatso-
ever. To achieve this while also creating our modularized layers, we used distributed 
computing on-board in the creation of our autonomous control structure. 
We used a preprogrammed KK Flight Control Board for the lower layer hardware 
component that monitored stabilization and processed all output to the actuators - the first 
group of tasks. An embedded gyroscope and accelerometer allowed this board to detect 
the current pitch and roll of the vehicle, and it corrected these values toward its calibrated 
goal values by making fine adjustments to the actuator output. Similar low-level units 
have been used by other projects [9], and we chose the KK Flight Control Board because 
it was a standard, cheap flight controller that had embedded orientation sensors to allow 
independent processing of pitch and roll corrections. Next, the middle layer computa-
tional component we used was an Arduino Mega board. This layer was responsible for 
the second group of tasks. As knowledge of the local environment was required for these 
tasks, the Arduino Mega communicated with the environmental sensors to read in values 
while also applying algorithms to control the MAV's positioning. Additionally, the mid-
dle layer read input from the remote receiver to allow manual flight and trigger autono-
mous flight mode. Finally, a Raspberry Pi 2 Model B was used for the upper layer, which 
was responsible for the third and final group of tasks. These tasks could include data re-
cording, simultaneous localization and mapping (SLAM), target searching, or any other 
capabilities developed that require significant amounts of processing or data storage. The 
upper layer sent its output in the form of flight tasks to be executed to the middle layer, 
which implemented those instructions as part of its algorithms before sending thrust, 
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pitch, roll, and yaw commands to the lower layer to be processed and sent to the actua-
tors. Thus, the upper layer never directly communicated with the lower layer. 
This three-layered architecture allowed for the individual development of each 
computational layer. Layers could be tested and optimized individually, beginning with 
the lower layer and working up to the higher layer. Different control strategies could po-
tentially be implemented within separate layers without adverse effects on the overall 
MAV's performance, provided each layer maintained sufficiently correct output. Addi-
tionally, separating the middle layer and upper layer functions allowed for simple loop-
based, reactive algorithms to be used on the middle layer, and ongoing complex algo-
rithms to be used on the upper layer. This allowed for clean and intuitive implementation 
of repetitive and fast processes, while more complex computations could be done in a 
completely separate module, negating any chance of causing flight failure because of a 
delay in actuator output that occurred due to an issue in a more complex computational 
task. 
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Fig 5: Flowchart for three-layered control 
 
Implementation 
We implemented lower and middle layers in our project, while simply using the 
upper layer to store data read in from the middle layer and set up a platform for potential 
future development of high-level control. Since we used a preprogrammed flight control 
board in our implementation of this three-layered control structure to monitor stabiliza-
tion and interface with the speed controllers, our lower layer was completed simply by 
tuning the parameters used by the flight control board to stabilize the vehicle. Conse-
quently, our primary implementation details involved the middle computational layer. 
 Within the middle computational layer, we executed all critical time-of-flight pro-
cessing while more complex processes were run on the upper layer. Because of this, we 
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used a behavioral approach. Behavioral approaches to robotic control use dynamic ma-
nipulation of sensor data for rapid output to actuators instead of prolonged analysis and 
modeling for planned actions. One of the pioneering architectures using this approach 
was the subsumption architecture, a robotic control architecture that used parallel layers 
consisting of modular augmented finite-state machines which could be developed incre-
mentally for increasing capabilities [3]. The use of a subsumption architecture or similar 
behavioral approach was attractive for MAV control due to the requirement of rapid pro-
cessing for successful flight. Momentary delays in actuator output could result in cata-
strophic failures in such scenarios. However, limitations applied to behavioral approaches 
when considering problems such as SLAM, which typically required a large amount of 
processing and extensive state estimation, and thus could not be achieved through behav-
ioral approaches. This limitation was not problematic in our implementation due to our 
use of a dedicated upper layer for high-level control. Thus, we implemented a modular, 
tiered architecture for our middle layer, similar to the subsumption architecture, such that 
we could develop, test, and integrate one tier at a time.  
 Our middle layer consisted of three tiers of control, each of which added increas-
ing functionality. Each tier depended on the tiers below it, but was fully executable with-
out implementation of the tiers above it to allow for incremental development. We classi-
fied the tiers based on the functionality that was provided to the MAV: the first tier al-
lowed remote-controlled flight, the second tier allowed autonomous height control, and 
the third tier allowed autonomous obstacle avoidance.  
 The first tier took the input of values from the receiver, and scaled those to appro-
priate values for the flight control board. The values from the receiver were simply scaled 
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and output to the actuators. In the actuator function, output from all tiers for a given con-
trol parameter was added together before being sent to the actuators. At the beginning of 
the program, output from all tiers was initialized to 0 for each individual control parame-
ter. However, later tiers could alter their output variables to control the MAV and give it 
autonomy.  
Through this approach, if the user left the receiver controls in their default posi-
tions, the first tier’s output was 0 for each control parameter. During autonomous mode, 
this allowed for fully autonomous flight with no user input of controls. However, the user 
always had the option of “pushing” the autonomous control of the MAV during autono-
mous flight by adding in positive or negative controls in any direction. This was ex-
tremely beneficial for testing and prevented many crashes. Below is the pseudocode for 
tier 1. 
 
Algorithm Tier1(remoteThrust, remoteYaw, remoteAileron, remoteElevator) 
thrust = SCALE(remoteThrust) 
yaw = SCALE(remoteYaw) 
aileron = SCALE(remoteAileron) 
elevator = SCALE(remoteElevator) 
 
 
The MAV could be flown manually with the completion of the first tier. The sec-
ond tier added the capability for autonomous height control while in autonomous mode. 
The second tier had four primary states: manual, takeoff, hover and land (it also con-
tained a “grounded” state which was entered only upon detection of a major error and re-
sulted in 0 being output from this tier until the MAV was restarted). The second tier took 
as input the value of the autonomous switch on the receiver, as well as the filtered sensor 
readings from the downward-facing ultrasonic sensors. Its output was a single value that 
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was added to the thrust from the first tier in the actuator function. The second tier de-
faulted to the “manual” state. In this state, it simply monitored the autonomous switch, 
outputting 0. If the autonomous switch was turned on, the state for this tier changed to 
“takeoff”. The takeoff algorithm was used to estimate the thrust value required for the 
MAV to hover. This was done by incrementally adding a small constant to an output vari-
able hover_thrust until the height of the MAV reached a certain height threshold, h. Once 
a height value of h was reached, the second tier’s state was switched to “hover”. Addi-
tionally, a proportional (P) controller was reset to monitor velocity, and a proportional-
integral (PI) controller was reset to monitor height.  
Both the P and PI controllers were simpler versions of proportional-integral-deriv-
ative (PID) controllers. These controllers minimize error based on given input values and 
goals for those input values. The proportional action of these controllers multiplies the er-
ror by some constant, Kp, the derivative action multiplies the derivative of the error by an-
other constant, Kd, and the integral action multiplies the integral of the error by a third 
constant, Ki. The output from the controller, then, is given by the following equation [4]: 
𝑢(𝑡) = 𝐾𝑃𝑒(𝑡) + 𝐾𝑖 ∫ 𝑒(𝑡)𝑑𝑡
𝑡
0
+ 𝐾𝑑
𝑑𝑒(𝑡)
𝑑𝑡
 
We used a PID library for the Arduino, and created P and PI controller by setting 
Ki and Kd to 0 and Kd to 0 for the two controllers, respectively, while the other constants 
were empirically tuned. The P controller took in the estimated velocity based on the dif-
ference between the current height reading and the previous height reading, and com-
puted error based on a goal velocity value. The PI controller took in the current height 
reading, and computed error based on a goal height value. The height goal value was a 
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global variable that could be altered by any tier to alter the height of the MAV. Using two 
separate controllers allowed the MAV to correct toward a goal height while also monitor-
ing its velocity with regards to its height. 
In the “hover” state, the second tier computed a goal velocity based on the dis-
tance of the current height from the goal height multiplied by a constant. Then, error cor-
rection values were obtained from the P and PI controllers. These correction values were 
added together, then added to the hover_thrust variable and used as output. This state also 
monitored for a change of the autonomous switch back to off, in which case all output 
values were reset to 0 and the state was set back to “manual”. Finally, if the goal height 
was set to 0 while in the “hover” state, a special “landing” state was entered which slowly 
decreased the output value until the height was 0, then switched the state of the second 
tier back to “manual”. 
 
Algorithm Tier2(new_height, auto_switch) 
STATE manual: 
    IF auto_switch = ON: 
         hover_thrust = 0 
        STATE = takeoff 
      output = 0 
   STATE takeoff: 
IF newHeight >= h: 
         RESET Velocity_P 
         RESET Height_PI 
         STATE = hover 
      ELSE: 
        hover_thrust += CONSTANT 
      output = hover_thrust 
   STATE hover: 
  GLOBAL goal_height 
  goal_velocity = CONSTANT * (goal_height – new_height) 
output = Velocity_P(goal_velocity, new_height, TIME) 
   + Height_PI(goal_height, new_height, TIME) 
   + hover_thrust 
21 
  IF auto_switch = OFF: 
   STATE = manual 
  ELSE IF goal_height = 0: 
   STATE = landing 
  last_height = new_height 
   STATE landing: 
  IF new_height > 0: 
   output -= 1 
  ELSE: 
   STATE = manual 
STATE grounded: 
      output = 0   
return output 
 
 
 After the second tier was completed, the MAV could takeoff and hover autono-
mously at a predefined goal_height. To test the second tier without high-level control that 
would eventually change the goal_height to 0, we also implemented a timer that set the 
goal_height to 0 after a predefined amount of time, causing the second tier to then go into 
the “landing” state. Flying the MAV with the first two tiers implemented allowed both 
manual and autonomous flight. In the autonomous flight mode, only the thrust was con-
trolled autonomously, while the default values were used for the yaw, aileron, and eleva-
tor. Theoretically, this should have resulted in a stable hover over the location from 
which the MAV launched, but the result was that the MAV still drifted around the room. 
Several factors played a part in this drifting, including an imperfect center of gravity on 
the MAV, imprecise motors and speed controllers, and the constant stabilization efforts 
of the lower layer causing movement over time. Eliminating this drift would require fur-
ther work on ensuring the center of gravity of the craft, as well as potential replacement 
of motors and speed controllers with higher quality parts. Alternatively, future work to 
counter this drifting could include attempting to utilize the measurements of the IMU to 
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estimate drifting and counter it. Due to the implementation details of the first tier, the 
user could still “push” the MAV in any direction during autonomous mode to control the 
drifting of the MAV and prevent any crashes. This allowed the first and second tiers to be 
tested safely, despite the MAV’s drifting, through user supervision of the yaw, aileron, 
and elevator controls.  
On the third tier, reactive behavior was used to avoid nearby obstacles and adjust 
the heading of the MAV. Three states were used in this tier: manual, grounded, and air-
borne. The third tier took as input the value of the autonomous switch on the receiver and 
the distances from all range sensors (down, front, left, right, and back). It output three 
variables for control of the yaw, aileron, and elevator. 
The “manual” state on the third tier, like on the second tier, monitored the value 
of the autonomous switch and output 0 for all control variables. If autonomous mode was 
turned on, the state was transitioned to “grounded”. The “grounded” state monitored the 
height, waiting for it to reach a constant threshold while outputting 0 for all variables. 
Once the threshold height was reached, the state was transitioned to “airborne”. 
In the “airborne” state, reactive obstacle avoidance was implemented using the 
distance to nearby objects and the estimated velocity in each direction. Pressures were 
generated in each of the four directions by plugging in the distance to a sigmoid function 
to estimate how strong of a “push” is needed away from that direction. A sigmoid func-
tion was chosen because of its “S”-shaped curve, which provided minor increases with 
increasing input values, then rapid growth around a certain parameter (the midpoint of the 
curve), followed by minor increases again. We used a variation of the logistic function 
that had three parameters, denoted a, b, and c. Adjusting a altered the max value of the 
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curve, b controlled its steepness, and c determined its midpoint. This bounded exponen-
tial growth created a smooth way to adjust the pressures with parameters that could be 
tuned empirically. The logistic function used is given below, and in Figure 6, the output 
is shown with the values of the parameters in the function tweaked to give us the curve 
that worked best for our MAV. 
𝑎
1 +  𝑒−𝑏(𝑥−𝑐) 
 
 
 
 
Fig 6: The function   
8
1+ 𝑒−0.1∗(𝑥−50)
  over (0, 100), as used by our third tier to de-
termine the amount of aileron or elevator to apply to move away from obstacles 
 
A “push” was generated from each direction by inputting (100 – D) into the sig-
moid function, where D was the distance detected by the range sensor in that direction. If 
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the distance was greater than 100, no push was generated for that direction. The pushes 
from the right and back sides were multiplied by -1, as positive values for aileron and ele-
vator caused movement in these directions, respectively. Conversely, the pushes from the 
left and front sides were positive, as positive values for aileron and elevator caused 
movement away from these directions, respectively. The pushes of opposite directions 
were added together to get the aileron and elevator adjustments. Further adjustments were 
made based proportionally on the estimated velocity in each direction, which was esti-
mated by subtracting the new distance from the previous distance in each direction. The 
estimated velocities in opposite directions were subtracted from one another, then multi-
plied by a constant to generate further adjustments for aileron and velocity. The adjust-
ments generated by the sigmoid function and the estimated velocities were then added to-
gether to obtain the values output for the aileron and elevator variables. 
Yaw was controlled on the third tier by adjusting the MAV toward the goal head-
ing at a constant rate. This was done by computing whether it would be faster to turn in a 
clockwise (negative) or counterclockwise (positive) direction, then multiplying the result-
ing -1 or 1 by the constant that governed the rate. This value was output along with the 
aileron and elevator to complete the output of the third tier. The third tier also monitored 
for a change of the autonomous switch back to off, in which case all output values were 
reset to 0 and the state was set back to “manual”. 
 
Algorithm Tier3(new_height, left_distance, right_distance, front_distance,  
back_distance, new_heading, auto_switch) 
STATE manual: 
    IF auto_switch = ON: 
         left_push = 0 
   right_push = 0 
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   front_push = 0 
   back_push = 0 
        STATE = grounded 
      aileron_output = 0 
  elevator_output = 0 
  yaw_output = 0 
   STATE grounded: 
IF newHeight >= h: 
        STATE = airborne 
 
 
 
STATE airborne: 
  IF left_distance < 100: 
   left_push = SIGMOID(100 – left_distance)} 
  ELSE: 
   left_push = 0 
  IF right_distance < 100: 
   right_push = -1 * SIGMOID(100 = right_distance) 
  ELSE: 
   right_push = 0 
  IF front_distance < 100: 
   front_push = SIGMOID(100 – front_distance) 
  ELSE: 
   front_push = 0 
  IF back_distance < 100: 
   back_push = -1 * SIGMOID(100 – back_distance) 
  ELSE: 
   back_push = 0 
 
  left_velocity = left_distance – old_left_distance 
  right_velocity = right_distance – old_right_distance 
  front_velocity = front_distance – old_front_distance 
  back_velocity = back_distance – old_back_distance 
 
  aileron_velocity_push = (left_velocity – right_velocity) * CONSTANT 
  elevator_velocity_push = (front_velocity – back_velocity) * CONSTANT 
  
  aileron_output = left_push + right_push + aileron_velocity_push 
  elevator_output = front_push + back_push + elevator_velocity_push 
 
GLOBAL goal_yaw 
  yaw_output = BEST_ROUTE(goal_heading, new_heading) * CON-
STANT 
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  IF auto_switch = OFF: 
   STATE = manual 
return (aileron_output, elevator_output, yaw_output) 
 
 After the completion of the third tier, the MAV was able to fly autonomously 
while avoiding obstacles and correcting to predefined goal heights and headings. Though 
the three tiers were modularized and could theoretically be executed in parallel as in a 
subsumption architecture, our implementation did not utilize parallel execution due to 
limited support for parallelism on the embedded computer we used for our middle layer, 
the Arduino Mega. Instead, we did have a control function that continuously read in new 
values from all sensors, called each tier, then summed the output from the tiers and sent 
this result to the lower layer. Additionally, each iteration of this loop, all of the latest sen-
sor readings and control output values were sent to the upper layer, where they were 
stored along with timestamps in data packets that could be used by high-level control al-
gorithms. Each iteration of the middle layer’s control loop also involved reading in data 
from the upper layer that could contain commands to alter the goal height, goal heading, 
or add weights to the aileron or elevator output. In this way, the upper layer was able to 
control the MAV’s overarching movement without interfering with the reactive behavior 
on the middle layer. 
 Our upper layer implementation involved creation of an interface for communica-
tion between the upper and middle layers through the definition of a class for holding 
data packets from the middle layer. We also implemented a thread that ran in the back-
ground to check for data from the middle layer and, when data was available, created a 
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new timestamped data packet that could be used by other algorithms. In our implementa-
tion, we simply stored these data packets. Further work could use these data packets to 
implement the high-level control tasks allocated to the upper layer. Finally, we defined a 
mechanism for communication with the middle layer to control the MAV’s movement 
through outputting commands for goal height adjustments, goal heading  
adjustments, aileron weights, and elevator weight. 
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CHAPTER 5 
 
EXPERIMENTS AND RESULTS 
 
 As the middle layer of the MAV was developed incrementally, tests were per-
formed on the MAV’s different levels of functionality. First, once the first tier of the mid-
dle layer was implemented, the MAV was flown indoors manually. It was capable of 
traversing various indoor environments, including moving through doorways without any 
difficulties. 
 The second tier of the middle layer proved much more difficult to tune once it 
was implemented, and remained a significant issue through the completion of the project. 
The tuning of the second tier involved balancing of the PI height controller and the P ve-
locity controller used for height stabilization to maintain a steady height. While a large 
amount of overshoot would have been unacceptable as it would have resulted in severe 
oscillation of the MAV's height and possibly a crash, optimum balancing of the controller 
was not a concern of the project. During testing, it proved difficult to maintain a constant 
height for the MAV even under manual control due to natural hysteresis in the system. 
Additionally, the constant stabilization on the lower layer caused some vertical move-
ment due to motor adjustments. Excessively tight control of the height during testing re-
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sulted in oscillations around the goal height that eventually resulted in the system becom-
ing unstable. We denoted the difference between the goal_height and new_height by 𝜀, 
and accepted a controller to have been sufficiently balanced for our purposes when the 
MAV was able to maintain |𝜀| ≤ 15 during flight over flat ground.  
 To help monitor the calibration of this tier as well as record flight data, we used 
the upper layer to record just the height values, as the rest of the interface with the upper 
layer had not been developed at this point. Then, we implemented a script that converted 
these values into a list of data, which was read into Wolfram Mathematica to make visual 
plots of the height over time. This process allowed for a visual representation of flight 
data using programs native to the Raspberry Pi 2 Model B of which our upper layer con-
sisted. Figures 7 and 8 demonstrate the plots of the height values from two flights while 
we were in process of tuning the second tier of the middle layer. 
 
 
Fig 7: Height values from a flight with a goal height of 100 centimeters 
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Fig 8: Height values from a second flight with a goal height of 100 centimeters, after ad-
justing the parameters of the PI Height Controller and P Velocity Controller 
 
After we were able to achieve sufficiently stable flight over a flat surface, we ex-
perimented with flying the MAV over obstacles that changed the height of the surface 
over which the MAV was flying. To do this, we placed the MAV in a hallway with three 
wooden benches arranged horizontally across the hall. After the second tier autonomy al-
gorithms successfully reached the goal height of 100 centimeters, we then used the ability 
of the user to “push” the autonomous controls to direct the MAV down the hallway, fly-
ing it over the three benches. 
The MAV was able to successfully fly over the benches in the hallway using a set 
goal height of 100 centimeters. The plot of the height values showed a sharp dip in height 
followed by a sharp peak in height at the three instances in which the benches were flown 
over, as demonstrated in Figure 9. The dips corresponded to the MAV beginning to fly 
directly over top of the bench - the MAV remained at the same absolute altitude at this 
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time, but the sensor readings dipped sharply due to the MAV's lower height relative to 
the bench. This dip in the relative height of the MAV was followed by elevation to the 
goal height relative to the bench. Such an approach allowed for the MAV to easily trav-
erse floor obstacles, treating each obstacle as the new "floor". Once the MAV finished 
flying over the bench, there was a sharp peak in the distance readings corresponding to 
the relative increase in distance to the actual floor. The MAV then corrected to its goal 
height relative to the floor once again. The presence of these dips and peaks followed by 
a correction back to the correct relative height demonstrated the MAV's ability to suc-
cessfully handle floor-based obstacles. The sharp dips and peaks produced by flying over 
obstacles could potentially be used by upper layer algorithms to map floor based obsta-
cles and multiple building levels. 
 
Fig 9: Height values from a flight down a hallway over three benches 
 
 One of the primary advantages to aerial-based indoor robots over ground-based 
indoor robots is the ability to traverse stairs, reaching multiple levels of a building. Once 
we successfully flew the MAV over floor obstacles, we tested it on its ability to traverse 
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stairs. We tested the MAV on a single set of stairs, flying it up the stairs and back down 
separately. 
 The MAV navigated both up and down stairs with little difficulty. Ascending 
stairs was demonstrated in the height values by a pattern of rapidly alternating dips (when 
a new stair was flown over) and recoveries. Descending stairs had the same effect on the 
height values, but with initial peaks instead of dips. One interesting result was that the 
MAV lost a substantial amount of height when the bottom of the stairs were reached after 
descending the stairs. This situation was due to the momentum of the MAV, as the MAV 
had built up significant downward momentum while repeatedly recovering to the relative 
goal height during its descent down the stairs. After a few moments, the MAV was able 
to successfully recover to its goal height of 100 centimeters. Figure 10 shows a visualiza-
tion of the height values from descending the stairs. 
 
 
Fig 10: Height values from a flight down a set of stairs 
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 In these tests, the MAV maintained a steady distance from whatever was currently 
below it. As noted previously, this resulted in a significant loss of height due to down-
ward momentum after traversing down stairs. Additionally, it may not be desirable in all 
situations to maintain a constant distance from the ground – for instance, while flying 
over a small obstacle. Another strategy would be to maintain the same height from the 
original floor, adding the height of the obstacle to new_height to obtain the true height. In 
order to fulfill this strategy, readings from the IMU would have to be used to ascertain 
the difference between situations in which the MAV was losing height and situations in 
which it merely flew over top of an object. We did not implement this strategy, but it 
could be investigated in further work as a potential alternative implementation of the sec-
ond tier. 
The testing of the third tier was interrupted due to hardware failures. We were 
forced to perform a rebuild of the MAV, which involved retuning many of the control pa-
rameters and caused us to run out of time. We were, however, able to perform some test-
ing of the third tier autonomous control by allowing the MAV to fly in an enclosed space 
without any user overriding of controls. It was able to sufficiently maneuver away from 
walls and other obstacles without crashing, wandering randomly until a timer (used only 
for testing) triggered its landing mode on the second tier.  
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CHAPTER 6 
 
DISCUSSION AND FURTHER WORK  
 
 As mentioned in the last paragraph, hardware issues began to plague our MAV as 
the project reached testing of the third tier implementation. The MAV began to experi-
ence constant oscillations that resulted in it being difficult or impossible to fly even man-
ually, which we hypothesized was due to several months of testing making the inexpen-
sive frame unstable and the rotor arms no longer rigid. As a result, we reconstructed the 
MAV nearly from scratch with a new frame, also replacing several motors that were be-
ginning to burn out. However, this introduced a new problem. With the reconstruction of 
the MAV, including the replacement of several motors and the alteration of the design to 
create a better craft for long-term flight, the second tier’s height control became com-
pletely unbalanced. We hypothesize that this was due to overfitting the parameters of the 
PI Height controller and P Velocity controller to the specifics of the MAV, including spe-
cific motor performance and weight distribution. The tuning of these parameters was 
nontrivial the first time, and it proved to still be nontrivial the second time as well. Part of 
this problem could also have been due to the inexpensive motors and speed controllers 
we used, as inconsistent performance from the motors would introduce added complexity 
in the system that could cause the MAV to become unstable. Further work could include 
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replacing the motors and speed controllers with more reliable models to analyze their im-
pact on performance. Additionally, we could investigate alternative implementations of 
the second tier as described previously which would utilize IMU readings to verify height 
position readings and attempt to maintain a steady height rather than a steady distance 
from whatever obstacle was currently beneath the MAV. 
 Despite these issues, our implementation of a multi-layered architecture provided 
a research platform on which research can be done into high-level control of an indoor 
MAV. A GitHub repository has been set up to host all code developed during the project, 
including all code from the middle layer and the programs that run on the upper layer to 
facilitate communication between these two layers. High-level control algorithms to be 
developed using this platform will not have severe time constraints due to time-of-flight 
maneuvering, and will have a defined interface over which to receive input and issue 
commands to the MAV. Further work could involve the creation of modules to run on the 
upper layer that enable tasks such as simultaneous localization and mapping (SLAM), 
Monte Carlo localization, target searching, or environment monitoring. Distinct modules 
could be developed and implemented individually such that any module could be chosen 
for a particular flight, allowing for a diverse range of potential tasks.  
 The autonomous control of MAVs in confined spaces using various sensors is a 
large research problem with potential applications in military, police, and industrial use. 
Development of our control architecture provides a dedicated research platform for inves-
tigation of high-level control techniques. Progress on this specific research problem will 
often additionally be applicable to many other problems in autonomous robot and vehicle 
control.  
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We have created in this project a control structure for autonomous indoor MAVs 
that can be used as a resource for development of algorithms for high-level indoor MAV 
control. A control strategy has been developed for indoor MAVs using abstracted layers 
of control and distributed on-board computing. An interface has been created for commu-
nication between layers, allowing the individual development of control layers. Finally, 
two layers of autonomous control have been implemented to allow the MAV to autono-
mously hover and avoid obstacles using reactive algorithms while outputting sensor data 
and receiving input through the created interface. 
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APPENDIX A 
 
MIDDLE LAYER DEPENDENCIES AND SOURCE CODE 
 
Middle Layer Dependencies 
Arduino IDE: https://www.arduino.cc/en/Main/Software 
Arduino PID Library: https://github.com/br3ttb/Arduino-PID-Library/blob/mas-
ter/PID_v1.h  
RTIMU Library: https://github.com/richards-tech/RTIMULib-Arduino 
Variables.h: Header file declaring all variables used on middle layer, including all input 
and output pin values. This file with the values we used can be found in the GitHub re-
pository. 
 
GitHub Repository 
Middle Layer Repository: https://github.com/connormbrooks/Multi-
layer_MAV/tree/master/Middle%20Layer%20Materials 
 
Middle Layer Source Code 
#include <Arduino.h> 
#include <PID_v1.h> //PID controller library  
#include <Wire.h> //Serial communication library 
#include "I2Cdev.h" //I2C communication library 
#include "RTIMU.h" //IMU Library 
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#include "RTIMUSettings.h" //IMU Settings Library 
#include "RTFusionRTQF.h" //IMU Data Fusion Library 
#include "CalLib.h" //IMU Calibration Library 
#include <EEPROM.h> //Arduino EEPROM Storage Library 
#include "Variables.h" //Header file for variable declarations  
 
void setup() { 
 Serial.begin(9600); 
 Wire.begin(); 
 loadPins(); 
 loadPIDS(); 
 
 attachInterrupt(digitalPinToInterrupt(throttleInputPin), throttleInterrupt, CHANGE); 
 attachInterrupt(digitalPinToInterrupt(yawInputPin), yawInterrupt, CHANGE); 
 attachInterrupt(digitalPinToInterrupt(aileronInputPin), aileronInterrupt, CHANGE); 
 attachInterrupt(digitalPinToInterrupt(elevatorInputPin), elevatorInterrupt, CHANGE); 
 
 //initial write to motors 
 analogWrite(yawOutputPin, (int)yawOut); 
 analogWrite(aileronOutputPin, (int)aileronOut); 
 analogWrite(elevatorOutputPin, (int)elevatorOut); 
 analogWrite(throttleOutputPin, (int)thrust); 
 
 setupLidarLite(); //initialize LIDAR 
 imu = RTIMU::createIMU(&settings);  
 imu->IMUInit(); //initialize IMU 
 if (imu->getCalibrationValid()) 
 ;//using calibration 
 
 // Slerp power controls the fusion and can be between 0 and 1 
 // 0 means that only gyros are used, 1 means that only accels/compass are used 
 // In-between gives the fusion mix. 
 fusion.setSlerpPower(0.75); 
 
 // use of sensors in the fusion algorithm can be controlled here 
 // change any of these to false to disable that sensor 
 fusion.setGyroEnable(true); 
 fusion.setAccelEnable(true); 
 fusion.setCompassEnable(true); 
 
 lastRate = millis(); 
} 
 
void loadPins(){ 
 //Input Pins 
 
 //REMOTE 
 pinMode(autoSwitchInputPin, INPUT); 
 pinMode(throttleInputPin, INPUT); 
 pinMode(yawInputPin, INPUT); 
 pinMode(aileronInputPin, INPUT); 
 pinMode(elevatorInputPin, INPUT); 
 //ULTRASONICS 
 pinMode(heightInputPin, INPUT); 
 pinMode(heightInputPin2, INPUT); 
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 pinMode(leftInputPin, INPUT); 
 pinMode(rightInputPin, INPUT); 
 pinMode(backInputPin, INPUT); 
 
 //Output Pins 
 //ULTRASONICS 
 pinMode(heightTriggerPin, OUTPUT); 
 pinMode(heightTriggerPin2, OUTPUT); 
 pinMode(leftTriggerPin, OUTPUT); 
 pinMode(rightTriggerPin, OUTPUT); 
 pinMode(backTriggerPin, OUTPUT); 
 //ACTUATORS 
 pinMode(throttleOutputPin, OUTPUT); 
 pinMode(yawOutputPin, OUTPUT); 
 pinMode(aileronOutputPin, OUTPUT); 
 pinMode(elevatorOutputPin, OUTPUT); 
} 
 
void loadPIDS(){ 
 heightPID.SetMode(MANUAL); 
 heightPID.SetOutputLimits(0,25); 
 
 velocityPID.SetMode(MANUAL); 
 velocityPID.SetOutputLimits(-2,2); 
 
 heightPID.SetSampleTime(90); 
 velocityPID.SetSampleTime(90); 
} 
//FINISH SETUP---------------------------------------------------------------------------------------------------------  
 
 
 
 
 
 
 
 
 
//TIER 1 -------------------------------------------------------------------------------------------------------------------  
void tier1() { 
 //Scale values from receiver 
 if(throttle < 1000 || throttle > 1800){ 
  remoteThrust = ZERO_THRUST; 
 } else { 
  remoteThrust = ((float) throttle / 7.854) - 5.112; 
 } 
 
 if(yawIn < 1000 || yawIn > 2000){ 
  remoteYaw = ZERO_YAW; 
 } else { 
  remoteYaw = ((float)yawIn * 0.153846) - 26.769; 
 } 
 
 if(aileronIn < 1000 || aileronIn > 2000){ 
  remoteAileron = ZERO_AILERON; 
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 } else { 
  remoteAileron = ((float)aileronIn * .113) + 17.96; 
 } 
 
 if(elevatorIn < 1000 || elevatorIn > 2000){ 
  remoteElevator = ZERO_ELEVATOR; 
 } else { 
  remoteElevator = ((float)elevatorIn * .124738) + 4.28; 
 } 
 
 //update state 
 if(!autoOn){ 
  tier1States = "MANUAL"; 
  hoverThrust = 0; 
 } else { 
  tier1States = "AUTO"; 
  remoteThrust = 0; 
  //Zero out small values from user to prevent accidentally pushing MAV control 
  remoteYaw = abs(remoteYaw - ZERO_YAW) < 5 ? ZERO_YAW : remoteYaw; 
remoteAileron = abs(remoteAileron - ZERO_AILERON) < 5 ? ZERO_AILERON : re-
moteAileron;  
remoteElevator = abs(remoteElevator - ZERO_ELEVATOR) < 5 ? ZERO_ELEVATOR : 
remoteElevator;  
 } 
} 
//END TIER 1 ------------------------------------------------------------------------------------ ------------------------- 
 
 
 
 
 
//TIER 2 --------------------------------------------------------------------------------------------------------------------  
void tier2(){ 
 if(tier2States.equals("MANUAL")){ 
  if(autoOn){ 
   pidThrust = 0; 
   hoverThrust = 180; 
   newHeightGoal = defaultHeightGoal; 
   heightGoal = newHeightGoal; 
   velGoal = 3; 
   tier2States = "TAKEOFF"; 
  } 
 } else if (tier2States.equals("TAKEOFF")){ 
  if(newHeight > 12){ 
   heightPID.SetMode(AUTOMATIC); 
   velocityPID.SetMode(AUTOMATIC); 
   tier2States = "AUTO"; 
  } else { 
   hoverThrust += 0.5; 
  } 
 } else { 
  if(!autoOn){ 
   heightPID.SetMode(MANUAL); 
   pidThrust = 0; 
   velocityPID.SetMode(MANUAL); 
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   autoVelocity = 0; 
   autoAileron = 0; 
   autoElevator = 0; 
   hoverThrust = 0; 
   tier2States = "MANUAL"; 
  } else if (tier2States.equals("GROUNDED")){ 
   ; //do nothing 
  } 
  else if (tier2States.equals("LANDING")){ 
   //landing 
   newHeightGoal = 0; 
   if(heightGoal != 0){ 
    heightGoal -= 1; 
   } 
 
   if(hoverThrust > 180){ 
    hoverThrust -= 0.03; 
   } 
 
   if(newHeight < 12){ 
    //set everything to zero to land on the ground 
    heightPID.SetMode(MANUAL); 
    pidThrust = 0; 
    autoAileron = 0; 
    autoElevator = 0; 
    hoverThrust = 0; 
    velocityPID.SetMode(MANUAL); 
    autoVelocity = 0; 
    tier2States = "GROUNDED"; 
   } 
  } else { 
   //tier2States = "AUTO" 
   //adjust heightGoal for PI controller 
   if(newHeightGoal != heightGoal){ 
    heightGoal += (newHeightGoal > heightGoal) ? 1 : -1; 
   } 
 
   //adjust velGoal for P controller 
   velGoal = 0.1*(newHeightGoal - newHeight); 
  } 
 } 
} 
//END TIER 2 ------------------------------------------------------------------------------------------------------------  
 
 
 
 
 
 
 
 
//TIER 3 -------------------------------------------------------------------------------------------------------------------  
 
void tier3(){ 
 if(tier3States.equals("MANUAL")){ 
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  if(autoOn){ 
   tier3States = "GROUNDED"; 
  } 
 } else { 
  if(!autoOn){ 
   tier3States = "MANUAL"; 
   autoAileron = 0; 
   upperLayerAileron = 0; 
   autoElevator = 0; 
   upperLayerElevator = 0; 
   autoYaw = 0; 
  } else if(tier3States.equals("GROUNDED")){ 
   if(newHeight > HEIGHT_THRESHOLD){ 
    tier3States = "AIRBORN"; 
   } 
  } else { 
   //tier3States = AIRBORN 
   if(newHeight < HEIGHT_THRESHOLD){ 
    tier3States.equals("GROUNDED"); 
    autoAileron = 0; 
    upperLayerAileron = 0; 
    autoElevator = 0; 
    upperLayerElevator = 0; 
    autoYaw = 0; 
   } else { 
//generate obstacle pressures using logistic function (L = 8, k=0.1, x0 
= 50) 
//NOTE: Rotors have width of 15 cm, so a distance of 15 cm indicates 
an effective 0 cm distance from nearest obstacle 
leftPressure = (leftDistance > 115 || leftDistance < 15 || leftVelocity < 
-5)? 0 : 8/(1+pow(e, ((-0.1)*((115-leftDistance)-50)))) + 2; 
rightPressure = (rightDistance > 115 || rightDistance < 15 || rightVe-
locity < -5) ? 0 : -(8/(1+pow(e, ((-0.1)*((115-rightDistance)-50)))) + 
2); 
frontPressure = (frontDistance > 115 || frontDistance < 15 || frontVe-
locity < -5) ? 0 : 8/(1+pow(e, ((-0.1)*((115-frontDistance)-50)))) + 2; 
backPressure = (backDistance > 115 || backDistance < 15 || backVe-
locity < -5) ? 0 : -(8/(1+pow(e, ((-0.1)*((115-backDistance)-50)))) + 
2); 
 
    //generate new positional velocity adjusts at rate of 5 Hz 
    if(counter % 2 == 0){ 
     aileronVelocityAdjust = (leftVelocity - rightVelocity)*0.18; 
elevatorVelocityAdjust = (frontVelocity - backVelocity)*0.18; 
    } 
 
    //adjust heading towards target 
    double headingOff = headingTarget - heading; 
    if(abs(headingOff) < 0.15){ 
     //do nothing 
     autoYaw = 0; 
    } else if(headingOff > 0){ 
     if(headingOff < 3.14){ 
      //turn clockwise 
      autoYaw = -3; 
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     } else { 
      //turn counterclockwise 
      autoYaw = 3; 
     } 
    } else { 
     if(headingOff > -3.14){ 
      //turn counterclockwise 
      autoYaw = 3; 
     } else{ 
      //turn clockwise 
      autoYaw = -3; 
     } 
    } 
 
autoAileron = leftPressure + rightPressure + aileronVelocityAdjust + 
upperLayerAileron; 
autoElevator = frontPressure + backPressure + elevatorVelocityAdjust 
+ upperLayerElevator; 
   } 
  } 
 } 
} 
 
//END TIER 3 -------------------------------------------------------------------------------------------------------------  
 
 
 
 
 
 
 
//SENSORS AND ACTUATORS------------------------------------------------------------------------------------  
 
 
//LOOP --------------------------------------- 
//just calls sensor reading functions and updates sensor values 
void loop(){ 
 readUpperLayer(); 
 readRemote(); 
 readIMU(); 
 readSensors(); 
 tier1(); 
 tier2(); 
 tier3(); 
 executeActuators(); 
 writeUpperLayer(); 
 
 //make sure loop runs at constant 10Hz 
 if (millis() - lastTime < 100){ 
  delay(100 - (millis() - lastTime)); 
 } 
 lastTime = millis(); 
 counter += 1; 
} 
//END LOOP ---------------------------------- 
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//SENSORS --------------------------------------------------------------------------------------------------------------  
void setupLidarLite(){ 
 //reset Lidar 
 writeLidar(0x00,0x00); 
} 
 
void writeLidar(char myAddress, char myValue){ 
 Wire.beginTransmission((int)LIDARLite_ADDRESS); 
 Wire.write((int)myAddress); 
 Wire.write((int)myValue); 
 int nackCatcher = Wire.endTransmission(); 
 if(nackCatcher != 0){Serial.println("> nack");} 
 delay(1); 
} 
 
int lidarDistance(){ 
 writeLidar(0x00,0x04); 
 // Array to store high and low bytes of distance 
 byte distanceArray[2]; 
 // Read two bytes from register 0x8f. 
 readLidar(0x8f,2,distanceArray); 
 // Shift high byte and add to low byte 
 int distance = (distanceArray[0] << 8) + distanceArray[1]; 
 return(distance); 
} 
 
void readLidar(char myAddress, int numOfBytes, byte arrayToSave[2]){ 
 int busyFlag = 1; 
 int busyCounter = 0; 
 while(busyFlag != 0){ 
  Wire.beginTransmission((int)LIDARLite_ADDRESS); 
  Wire.write(0x01); 
  int nackCatcher = Wire.endTransmission(); 
  Wire.requestFrom((int)LIDARLite_ADDRESS,1); 
  busyFlag = bitRead(Wire.read(),0); 
  if(busyCounter++ > 150){ 
   break; 
  }  
 } 
 
 if(busyFlag == 0){ 
  Wire.beginTransmission((int)LIDARLite_ADDRESS); 
  Wire.write((int)myAddress); 
  int nackCatcher = Wire.endTransmission(); 
  if(nackCatcher != 0){Serial.println("NACK");} 
  Wire.requestFrom((int)LIDARLite_ADDRESS, numOfBytes); 
  int i = 0; 
  if(numOfBytes <= Wire.available()){ 
   while(i < numOfBytes){ 
    arrayToSave[i] = Wire.read(); 
    i++; 
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   } 
  }  
 } 
} 
 
long getPWM(int sourcePin){ 
 byte zeroCounter = 0; 
 long pwm = 0; 
 while(pwm == 0){ 
  pwm = pulseIn(sourcePin,HIGH,17000); 
  zeroCounter++; 
  if(zeroCounter == 5){ 
   return 0;  
  } 
 } 
 return pwm;  
} 
 
long getSonicDistance(int echoPin, int triggerPin){ 
 long distanceCM = 0; 
 digitalWrite(triggerPin,HIGH); 
 delayMicroseconds(300); 
 digitalWrite(triggerPin,LOW); 
 //15000 seems to work up till about 250 cm 
 long duration = pulseIn(echoPin, HIGH,15000);  
 long distance = (duration*34029L)/2000000L; 
 distanceCM = distance; 
 if(distanceCM == 0){ 
  distanceCM = 250; 
 }    
 return (double)distanceCM;  
} 
 
//this function uses two sensors averaged output to get input 
long verticalHeightInput(int echoPin, int echoPin2, int triggerPin, int triggerPin2){ 
 long height1 = getSonicDistance(echoPin, triggerPin); 
 long height2 = getSonicDistance(echoPin2, triggerPin2); 
 long aveHeight; 
 
 if(height1 != MAX_ULTRASONIC){ 
  if(height2 != MAX_ULTRASONIC){ 
   if((height1 - height2) > 20){ 
    aveHeight = height2; 
   } else if((height2 - height1) > 20){ 
    aveHeight = height1; 
   } else{ 
    aveHeight = (height1 + height2)/2L; 
   } 
  } else{ 
   aveHeight = height1; 
  } 
 } else{ 
  if(height2 != MAX_ULTRASONIC){ 
   aveHeight = height2; 
  } else{ 
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   aveHeight = MAX_ULTRASONIC; 
  } 
 } 
 return aveHeight;  
} 
 
//code for interrupts modified from: 
//http://www.camelsoftware.com/firetail/blog/radio/reading-pwm-signals-from-a-remote-control-receiver-
with-arduino/ 
void throttleInterrupt(){ 
 last_throttle_interrupt = micros(); 
 
 if(digitalRead(throttleInputPin) == HIGH){ 
  throttle_timer_start = micros(); 
 } else if(throttle_timer_start > 0){ 
  throttle = ((volatile int)micros() - throttle_timer_start); 
  throttle_timer_start = 0; 
 } 
} 
 
void yawInterrupt(){ 
 last_yaw_interrupt = micros(); 
 
 if(digitalRead(yawInputPin) == HIGH){ 
  yaw_timer_start = micros(); 
 } else if(yaw_timer_start > 0){ 
  yawIn = ((volatile int)micros() - yaw_timer_start); 
  yaw_timer_start = 0; 
 } 
} 
 
void aileronInterrupt(){ 
 last_aileron_interrupt = micros(); 
 
 if(digitalRead(aileronInputPin) == HIGH){ 
  aileron_timer_start = micros(); 
 } else if(aileron_timer_start > 0){ 
  aileronIn = ((volatile int)micros() - aileron_timer_start); 
  aileron_timer_start = 0; 
 } 
} 
 
void elevatorInterrupt(){ 
 last_elevator_interrupt = micros(); 
 
 if(digitalRead(elevatorInputPin) == HIGH){ 
  elevator_timer_start = micros(); 
 } else if(elevator_timer_start > 0){ 
  elevatorIn = ((volatile int)micros() - elevator_timer_start); 
  elevator_timer_start = 0; 
 } 
} 
 
double readFront(){ 
 return double(lidarDistance()); 
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} 
 
void readSensors(){ 
 //height sensors 
 
 double oldHeight = newHeight; 
 //get new height 
newHeight = verticalHeightInput(heightInputPin, heightInputPin2, heightTriggerPin, heightTrig-
gerPin2); 
 //calculate new velocity 
 velocity = oldHeight - newHeight; 
 
 //zero out small velocity values as they are probably due to sensor error 
 if(velGoal == 0 && abs(velocity) < 2){ 
  velocity = 0; 
 } 
 
 //front sensor 
 double oldFront = frontDistance; 
 //get new front 
 frontDistance = readFront(); 
 //calculate new velocity 
 frontVelocity = oldFront - frontDistance; 
 
//zero out extremely large velocity values as they are probably due to new path opening up, etc. 
 if(abs(frontVelocity) > 25){ 
  frontVelocity = 0; 
 } 
 
 //left, right, back sensors are only read in at 3.33 Hz to speedup code 
   double oldLeft, oldRight, oldBack; 
 switch(counter % 3){ 
  case 0: 
   //left sensor 
   oldLeft = leftDistance; 
   //get new left 
   leftDistance = getSonicDistance(leftInputPin, leftTriggerPin); 
   //calculate new velocity 
   leftVelocity = oldLeft - leftDistance; 
 
//zero out extremely large velocity values as they are probably due to new path 
opening up, etc. 
   if(abs(leftVelocity) > 25){ 
    leftVelocity = 0; 
   } 
 
   break; 
  case 1: 
   //right sensor 
   oldRight = rightDistance; 
   //get new right 
   rightDistance = getSonicDistance(rightInputPin, rightTriggerPin); 
   //calculate new velocity 
   rightVelocity = oldRight - rightDistance; 
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//zero out extremely large velocity values as they are probably due to new path 
opening up, etc. 
   if(abs(rightVelocity) > 25){ 
    rightVelocity = 0; 
   } 
 
   break; 
  case 2: 
   //back sensor 
   oldBack = backDistance; 
   //get new back 
   backDistance = getSonicDistance(backInputPin, backTriggerPin); 
   //calculate new velocity 
   backVelocity = oldBack - backDistance; 
 
//zero out extremely large velocity values as they are probably due to new path 
opening up, etc. 
   if(abs(backVelocity) > 25){ 
    backVelocity = 0; 
   } 
 
   break;  
 } 
} 
 
void readRemote(){ 
 autoSwitchValue = getPWM(autoSwitchInputPin); 
 if(autoSwitchValue > 1500){ 
  autoOn = true; 
 } else { 
  autoOn = false; 
 } 
} 
 
void readUpperLayer(){ 
 unsigned char dataIn; 
 while(Serial.available() > 0){ 
  dataIn = Serial.read(); 
  //Data input from upper layer will also come in groups of two bytes 
  //First byte is what the command is: 
//'H' for new height target, 'Y' for new heading target, 'A' for new aileron adjustment, 'E' 
for new elevator adjustment 
//Second byte is the value to which the target should be set for height and yaw target ad-
justments 
//Second byte is either 0XX, where XX is a NEGATIVE adjustment, for aileron and eleva-
tor adjustments 
//Or, second byte is 1XX, where XX is a POSITIVE adjustment, for aileron and elevator 
adjustments 
  if(dataIn == 'H'){ 
   //New height target 
   newHeightGoal = (int) Serial.read(); 
  } else if (dataIn == 'Y'){ 
   //New heading target 
   headingTarget = (int) Serial.read(); 
  } else if (dataIn == 'A'){ 
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   //New aileron adjustment 
   int temp = (int) Serial.read(); 
   upperLayerAileron = (temp >= 100) ? temp - 100 : (-1) * temp; 
  } else if (dataIn == 'E'){ 
   //New elevator adjustment 
   int temp = (int) Serial.read(); 
   upperLayerElevator = (temp >= 100) ? temp - 100 : (-1) * temp; 
  } 
 } 
} 
 
void readIMU(){ 
 int counter = 0; 
 while(imu->IMURead()){ 
fusion.newIMUData(imu->getGyro(), imu->getAccel(), imu->getCompass(), imu->get-
Timestamp()); 
  lastIMU = micros(); 
  if(counter++ > 10){ 
   break; 
  } 
 } 
 
 roll = fusion.getFusionPose().x() + rollAdj; 
 pitch = fusion.getFusionPose().y() + pitchAdj; 
 heading = fusion.getFusionPose().z() + headingAdj; 
} 
 
//END SENSORS --------------------------------------------------------------------------------------------------------  
 
 
 
//ACTUATORS------------------------------------------------------------------------------------------------------------  
 
void executeActuators(){ 
 heightPID.Compute(); 
 velocityPID.Compute(); 
 thrust = remoteThrust + pidThrust + hoverThrust + autoVelocity; 
 yawOut = remoteYaw + autoYaw; 
 aileronOut = remoteAileron + autoAileron; 
 elevatorOut = remoteElevator + autoElevator; 
 
 //check thrust before writing 
 if(thrust < ZERO_THRUST || thrust > 240 || autoSwitchValue < 100){ 
  thrust = ZERO_THRUST; 
 } 
 
 analogWrite(throttleOutputPin, (int)thrust); 
 analogWrite(yawOutputPin, (int)yawOut); 
 analogWrite(aileronOutputPin, (int)aileronOut); 
 analogWrite(elevatorOutputPin, (int)elevatorOut); 
} 
 
void writeUpperLayer(){ 
 if(autoOn){ 
  int numFrontBytes = (((int)frontDistance) / 255) + 1; 
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Serial.write(byte((8+numFrontBytes) + (100 * (counter % 3))));  //number of total bytes 
+ 0 for left, + 100 for right, + 200 for back 
  Serial.write(byte((int)newHeight)); 
  Serial.write(byte(numFrontBytes)); 
  for(int i = 0; i < (numFrontBytes - 1); ++i){ 
   Serial.write(byte(255)); 
  } 
  Serial.write(byte(((int)frontDistance) % 255)); 
  switch(counter % 3){ 
   case 0: 
    Serial.write(byte((int)leftDistance)); 
    break; 
   case 1: 
    Serial.write(byte((int)rightDistance)); 
    break; 
   case 2: 
    Serial.write(byte((int)backDistance)); 
    break; 
  } 
  Serial.write(byte((int)thrust)); 
  Serial.write(byte((int)yawOut)); 
  Serial.write(byte((int)aileronOut)); 
  Serial.write(byte((int)elevatorOut)); 
  Serial.write(byte((int)heading)); 
  Serial.write(byte(((int)(heading*100))%100)); 
  if(pitch >= 0){ 
   Serial.write(byte(1)); 
  } else { 
   Serial.write(byte(0)); 
  } 
  Serial.write(byte((int)abs(pitch))); 
  Serial.write(byte(((int)(abs(pitch)*100))%100)); 
  if(roll >= 0){ 
   Serial.write(byte(1)); 
  } else { 
   Serial.write(byte(0)); 
  } 
  Serial.write(byte((int)abs(roll))); 
  Serial.write(byte(((int)(abs(roll)*100))%100)); 
 } 
} 
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APPENDIX B 
 
UPPER LAYER DEPENDENCIES AND SOURCE CODE 
 
Upper Layer Dependencies 
Wiring-Pi 2 Library: https://github.com/Gadgetoid/WiringPi2-Python 
Run Upper_Layer.py on startup. 
 
GitHub Repository 
Upper Layer Repository: https://github.com/connormbrooks/Multi-layer_MAV/tree/mas-
ter/Upper%20Layer%20Materials 
 
Upper Layer Source Code 
Three files: Upper_Layer.py, DataStream.py, and DataLog.py 
 
Upper_Layer.py 
import wiringpi2 
import time 
import subprocess 
from threading import * 
from subprocess import call 
from DataLog import DataLog 
from DataStream import DataStream 
 
fileLock = Lock() #Lock to control writing of data to file that stores data 
dataOutputLock = Lock() #Lock to control output of data to middle layer 
fileLocation = "" #Location of file for data storage 
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dataIn = [] #List of data input objects (DataStream objects) 
data = DataLog() #DataLog object to store ALL DataStream objects read in 
 
def main(): 
  #Setup the file to which we will write all data before shutdown 
  fileCreator = Thread(target = fileOpen) 
  fileCreator.start() 
 
  #Start thread to listen for data from the middle layer 
  dataListener = Thread(target = dataListen) 
  dataListener.start() 
 
  #Calls to high-level control algorithms that are developed in further work can go here 
  #The control algorithms can process data from the middle layer stored in dataIn as DataStream objets 
  #These algorithms can create threads that call the dataOutput function to issue commands to the middle 
layer 
 
def dataListen(): 
  global wiringpi2 
  global dataIn 
  global middleLayer 
  global data 
 
  wiringpi2.wiringPiSetup() 
  middleLayer = wiringpi2.serialOpen("/dev/ttyACM0", 9600) #Open serial port for middle layer communi-
cation 
  wiringpi2.delay(250) 
 
  start = time.time() 
  while(True): 
    if(wiringpi2.serialDataAvail(middleLayer) > 0): 
      time.sleep(0.02) 
      newInput = [] 
      info = wiringpi2.serialGetchar(middleLayer) 
      #The first byte is read as a number between 000-255 that gives info about this data packet 
      #The hundreds place digit represents if this input contains left (0), back (1), or right (2) range data 
      #The remainder of the number divided by 100 represents how many bytes total are in this data packet  
      key = info / 100 # 0: left range data, 1: back range data, 2: right range data 
      length = info % 100 # number of bytes in this data packet 
 
      newInput.append(round(time.time() - start, 2)) #Store timestamp 
      newInput.append(key)  #Store key for left/back/right range data choice 
      newInput.append(wiringpi2.serialGetchar(middleLayer))  #Store height value 
 
      front = 0 
      sizeOfFront = wiringpi2.serialGetchar(middleLayer) #Check how many bytes are needed for front 
range value 
      for i in range(0, sizeOfFront): 
        front += wiringpi2.serialGetchar(middleLayer) #Sum up front range value bytes 
      newInput.append(front)  #Store front range value 
 
      #Store left/right/back range value, thrust value, yaw value, aileron value, and elevator value 
      for i in range(0, 5): 
        newInput.append(wiringpi2.serialGetchar(middleLayer)) 
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      #IMU readings 
      num = wiringpi2.serialGetchar(middleLayer) #First byte is one's place value 
      dec = wiringpi2.serialGetchar(middleLayer) / 100.00 #Second byte is decimal value stored as an inte-
ger 
      heading = num + dec #Combine bytes to get heading value 
      newInput.append(heading) #Store heading value 
 
      numSign = wiringpi2.serialGetchar(middleLayer) #First byte is sign of roll value 
      if(numSign == 0): 
        numSign = -1 
      num = wiringpi2.serialGetchar(middleLayer) #Second byte is one's place value 
      dec = wiringpi2.serialGetchar(middleLayer) / 100.00 #Third byte is decimal value stored as an integer 
      pitch = (numSign)*(num + dec) #Combine bytes to get pitch value 
      newInput.append(pitch) #Store pitch value 
 
      numSign = wiringpi2.serialGetchar(middleLayer) #First byte is sign of roll value 
      if(numSign == 0): 
        numSign = -1 
      num = wiringpi2.serialGetchar(middleLayer) #Second byte is one's place value 
      dec = wiringpi2.serialGetchar(middleLayer) / 100.00 #Third byte is decimal value stored as an integer 
      roll = (numSign)*(num + dec) #Combine bytes to get roll value 
      newInput.append(roll) #Store roll value 
 
      #Create DataStream object from input data and add to dataIn to be used by control algorithms 
      dataIn.append(DataStream(newInput)) 
      #Add new DataStream object to DataLog 
      data.add(dataIn[-1]) 
 
      time.sleep(0.03) 
    else: 
      time.sleep(0.05) 
 
#Output a command to middle layer 
def dataOutput(target, value): 
  dataOutputLock.acquire() 
  wiringpi2.serialPutchar(middleLayer, target) 
  wiringpi2.serialPutchar(middleLayer, mes) 
  dataOutputLock.release() 
 
#Initially open the file in which we will store data log 
def fileOpen(): 
  global fileLocation 
  fileLocation = "/home/pi/python/logs/" \ 
  + str(time.strftime('%c')) + "myLog.txt" 
  fileLock.acquire() 
  file = open(fileLocation,"w")   
  file.write("Flight Log (") 
  file.write(time.strftime("%c")) 
  file.write(")\n") 
  file.close() 
  fileLock.release() 
 
#Write the DataLog to the file, storing all data input in JSON format 
def fileAppendDataLog(loc): 
  global data 
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  fileLock.acquire() 
  file = open(loc, "a") 
  file.write(str(data)) 
  file.close() 
  fileLock.release() 
 
#Shutdown procedure 
def beginShutdown(): 
  fileAppendDataLog(fileLocation) 
  time.sleep(2) 
  subprocess.call(["sudo","shutdown","-h","now"]) 
 
#----------------------------------------------------------------------------------------------------------------------------  
 
main() 
 
 
DataStream.py 
class DataStream: 
  timestamp = -1 
  key = -1 # 0: LRB = left, 1: LRB = right, 2: LRB = back 
  height = -1 
  front = -1 
  LRB = -1 
  thrust = -1 #thrust command 
  yaw = -1 #command to control heading 
  ail = -1 #command to control for roll 
  ele = -1 #command to control for pitch 
  heading = -1 
  pitch = -1 
  roll = -1 
 
  def __init__(self, data): 
    self.timestamp = data[0] 
    self.key = data[1] 
    self.height = data[2] 
    self.front = data[3] 
    self.LRB = data[4] 
    self.thrust = data[5] 
    self.yaw = data[6] 
    self.ail = data[7] 
    self.ele = data[8] 
    self.heading = data[9] 
    self.pitch = data[10] 
    self.roll = data[11] 
 
  def getTimestamp(self): 
    return self.timestamp 
 
  def getKey(self): 
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    return self.key 
 
  def getHeight(self): 
    return self.height 
 
  def getFront(self): 
    return self.front 
 
  def getLRB(self): 
    return self.LRB 
 
  def getThrust(self): 
    return self.thrust 
 
  def getYaw(self): 
    return self.yaw 
 
  def getAil(self): 
    return self.ail 
 
  def getEle(self): 
    return self.ele 
 
  def getHeading(self): 
    return self.heading 
 
  def getRoll(self): 
    return self.roll 
 
  def getPitch(self): 
    return self.pitch 
 
 
 
DataLog.py 
import time 
class DataLog: 
  name = "" 
  timestamps = [] 
  heights = [] 
  fronts = [] 
  # keys: 0: LRB = left, 1: LRB = right, 2: LRB = back 
  lefts = [] 
  lastLeft = 0 
  rights = [] 
  lastRight = 0 
  backs = [] 
  lastBack = 0 
  thrusts = [] #thrust command 
  yaws = [] #command to control heading 
  ails = [] #command to control for roll 
  eles = [] #command to control for pitch 
  headings = [] 
  rolls = [] 
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  pitches = [] 
 
  def __init__(self): 
 self.name = str(time.strftime('%c')) 
 
  def add(self, data): 
    self.timestamps.append(data.getTimestamp()) 
    self.heights.append(data.getHeight()) 
    self.fronts.append(data.getFront()) 
    if(data.getKey() == 0): 
      self.lastLeft = data.getLRB() 
    elif(data.getKey() == 1): 
      self.lastRight = data.getLRB() 
    else: 
      self.lastBack = data.getLRB() 
    self.lefts.append(self.lastLeft) 
    self.rights.append(self.lastRight) 
    self.backs.append(self.lastBack) 
    self.thrusts.append(data.getThrust()) 
    self.yaws.append(data.getYaw()) 
    self.ails.append(data.getAil()) 
    self.eles.append(data.getEle()) 
    self.headings.append(data.getHeading()) 
    self.rolls.append(data.getRoll()) 
    self.pitches.append(data.getPitch()) 
 
  #toString 
  def __str__(self): 
    return ("[\n\t'name': '{0}',\n\t'heights': '{1}',\n\t'fronts': '{2}',\n\t" + 
           "'lefts': '{3}',\n\t'rights': '{4}',\n\t'backs': '{5}',\n\t" + 
           "'thrusts': '{6}',\n\t'yaws': '{7}',\n\t'ails': '{8}',\n\t'eles': " + 
           "'{9}',\n\t'headings': '{10}',\n\t'rolls': '{11}',\n\t'pitches': " + 
           "'{12}',\n\t'times': '{13}'\n]").format(self.name,self.heights, 
           self.fronts,self.lefts,self.rights,self.backs,self.thrusts,self.yaws, 
           self.ails,self.eles,self.headings,self.rolls,self.pitches, 
           self.timestamps) 
 
  def getTimestamps(self): 
    return self.timestamps 
 
  def getKeys(self): 
    return self.keys 
 
  def getHeights(self): 
    return self.heights 
 
  def getFronts(self): 
    return self.fronts 
 
  def getLefts(self): 
    return self.lefts 
 
  def getRights(self): 
    return self.rights 
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  def getBacks(self): 
    return self.backs 
 
  def getThrusts(self): 
    return self.thrusts 
 
  def getYaws(self): 
    return self.yaws 
 
  def getAils(self): 
    return self.ails 
 
  def getEles(self): 
    return self.eles 
 
  def getHeadings(self): 
    return self.headings 
 
  def getRolls(self): 
    return self.rolls 
 
  def getPitches(self): 
    return self.pitches 
 
60 
APPENDIX C 
 
SAMPLE DATA FROM UPPER LAYER 
      
Flight Log (Tue Feb 16 00:45:26 2016) 
[ 
 'name': 'Tue Feb 16 00:45:26 2016', 
 'heights': '[3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 
3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 4, 4, 6, 7, 9, 11, 13, 14, 16, 17, 18, 19, 20, 21, 22, 23, 25, 
26, 27, 28, 30, 32, 34, 35, 36, 38, 38, 39, 40, 41, 41, 42, 43, 45, 45, 46, 47, 48, 48, 49, 49, 50, 50, 50, 50, 
50, 51, 51, 50, 50, 50, 50, 50, 49, 49, 49, 50, 50, 50, 50, 50, 50, 49, 49, 49, 49, 49, 50, 50, 50, 50, 50, 49, 
49, 49, 49, 48, 48, 48, 48, 48, 49, 49, 48, 48, 48, 48, 48, 48, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 
47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 
47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 
47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 47, 
47, 47, 47, 47, 46, 45, 43, 43, 43, 43, 42, 42, 41, 40, 39, 39, 38, 38, 38, 38, 38, 38, 38, 39, 40, 41, 42, 43, 
43, 44, 44, 44, 44, 45, 46, 46, 46, 46, 46, 45, 45, 44, 44, 44, 43, 42, 42, 42, 42, 41, 41, 41, 41, 41, 42, 43, 
43, 44, 44, 45, 45, 45, 45, 45, 45, 45, 46, 45, 44, 43, 43, 43, 43, 43, 44, 43, 43, 43, 43, 43, 43, 43, 43, 43, 
43, 43, 44, 44, 43, 43, 43, 43, 43, 44, 44, 44, 44, 44, 44, 44, 45, 45, 46, 46, 47, 47, 47, 48, 48, 47, 47, 47, 
48, 48, 48, 48, 48, 48, 48, 48, 48, 48, 47, 47, 47, 47, 46, 46, 46, 46, 46, 46, 47, 47, 47, 47, 46, 47, 47, 47, 
47, 47, 48, 35, 35, 35, 49, 35, 21, 21, 36, 51, 50, 50, 51, 52, 52, 52, 51, 50, 49, 48, 48, 47, 47, 47, 46, 46, 
46, 46, 46, 46, 46, 46, 46, 44, 43, 41, 39, 37, 34, 31, 28, 25, 22, 19, 16, 13, 11, 9, 7, 6, 5, 4, 3, 3,  2, 2, 2, 2, 
2, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 2, 2, 2, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3,  3, 
3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 
3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3,  3, 
3]', 
 'fronts': '[70, 70, 69, 69, 69, 70, 69, 69, 69, 69, 69, 69, 69, 69, 70, 70, 70, 70, 70, 70, 70, 70, 70, 
70, 70, 70, 69, 68, 68, 68, 68, 68, 68, 68, 68, 68, 68, 68, 67, 66, 66, 66, 67, 66, 66, 66, 66, 66, 66, 66, 66, 
66, 66, 66, 65, 65, 64, 64, 64, 64, 64, 65, 65, 66, 66, 66, 67, 66, 66, 65, 66, 65, 65, 64, 63, 61, 60, 58, 57, 
55, 55, 56, 56, 57, 56, 57, 56, 56, 56, 57, 56, 42, 30, 32, 46, 59, 59, 59, 59, 58, 57, 56, 56, 56, 56, 57, 56, 
57, 57, 57, 57, 58, 58, 58, 57, 56, 56, 56, 57, 57, 57, 57, 56, 56, 57, 57, 57, 58, 58, 58, 58, 57, 54, 46, 32, 
27, 24, 21, 14, 11, 14, 16, 18, 16, 11, 17, 34, 53, 60, 60, 60, 60, 60, 59, 59, 59, 60, 59, 59, 58, 58, 57, 57, 
56, 56, 56, 57, 57, 57, 58, 58, 59, 59, 58, 58, 58, 58, 59, 59, 59, 60, 60, 59, 59, 59, 59, 59, 58, 58, 57, 57, 
57, 57, 57, 56, 56, 56, 56, 57, 56, 57, 57, 57, 56, 55, 55, 56, 56, 55, 53, 52, 52, 52, 52, 53, 53, 53, 52, 51, 
52, 53, 54, 53, 51, 50, 50, 51, 53, 54, 53, 52, 52, 52, 52, 52, 52, 52, 52, 52, 53, 55, 55, 55, 56, 58, 60, 60, 
60, 62, 64, 69, 75, 68, 60, 46, 45, 44, 43, 43, 43, 43, 42, 48, 56, 64, 65, 66, 66, 67, 67, 67, 68, 69, 70, 69, 
68, 67, 66, 66, 67, 68, 70, 70, 70, 69, 69, 67, 66, 66, 66, 66, 65, 63, 61, 60, 59, 57, 55, 52, 50, 48, 47, 45, 
45, 45, 44, 44, 43, 43, 43, 43, 43, 43, 43, 44, 43, 43, 43, 44, 44, 44, 44, 43, 43, 43, 43, 43, 44, 44, 43, 43, 
43, 43, 44, 44, 44, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 
43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 43, 44, 44, 45, 50, 46, 31, 14, 3, 24, 
44, 64, 44, 24, 6, 9, 14, 31, 43, 56, 56, 57, 52, 35, 19, 23, 40, 54, 38, 27, 19, 19, 17, 14, 19, 27, 40, 51, 57, 
57, 57, 58, 58, 59, 60, 61, 62, 63, 64, 64, 64, 64, 63, 63, 62, 62, 61, 61, 61, 61, 61, 61, 61, 61, 61, 61, 61, 
60, 60, 60, 61, 61, 61, 61, 61, 61, 61, 61, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 
61 
60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 60, 
60, 60, 60, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 58, 58, 59, 59, 59, 59, 59, 59, 58, 58, 58, 59, 59, 59, 59, 
59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 60, 60, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 
59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59, 59]', 
 'lefts': '[0, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 
14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 
14, 14, 14, 14, 14, 14, 15, 15, 15, 17, 17, 17, 17, 17, 17, 18, 18, 18, 19, 19, 19, 19, 19, 19, 19, 19, 19, 26, 
26, 26, 41, 41, 41, 48, 48, 48, 48, 48, 48, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 41, 41, 41, 40, 40, 
40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 39, 39, 39, 39, 39, 39, 39, 39, 39, 38, 38, 38, 38, 38, 38, 
39, 39, 39, 39, 39, 39, 39, 39, 39, 33, 33, 33, 26, 26, 26, 20, 20, 20, 21, 21, 21, 23, 23, 23, 23, 23, 23, 23, 
23, 23, 23, 23, 23, 22, 22, 22, 22, 22, 22, 22, 22, 22, 21, 21, 21, 21, 21, 21, 21, 21, 21, 22, 22, 22, 23, 23, 
23, 24, 24, 24, 26, 26, 26, 27, 27, 27, 29, 29, 29, 30, 30, 30, 31, 31, 31, 31, 31, 31, 32, 32, 32, 32, 32, 32, 
32, 32, 32, 31, 31, 31, 31, 31, 31, 31, 31, 31, 30, 30, 30, 30, 30, 30, 30, 30, 30, 31, 31, 31, 38, 38, 38, 47, 
47, 47, 74, 74, 74, 116, 116, 116, 180, 180, 180, 226, 226, 226, 250, 250, 250, 250, 250, 250, 174, 174, 
174, 98, 98, 98, 78, 78, 78, 147, 147, 147, 217, 217, 217, 165, 165, 165, 96, 96, 96, 26, 26, 26, 76, 76, 76, 
130, 130, 130, 196, 196, 196, 196, 196, 196, 209, 209, 209, 203, 203, 203, 206, 206, 206, 194, 194, 194, 
193, 193, 193, 202, 202, 202, 202, 202, 202, 200, 200, 200, 190, 190, 190, 195, 195, 195, 194, 194, 194, 
197, 197, 197, 192, 192, 192, 191, 191, 191, 189, 189, 189, 191, 191, 191, 194, 194, 194, 195, 195, 195, 
196, 196, 196, 197, 197, 197, 196, 196, 196, 195, 195, 195, 193, 193, 193, 193, 193, 193, 194, 194, 194, 
194, 194, 194, 168, 168, 168, 135, 135, 135, 84, 84, 84, 58, 58, 58, 39, 39, 39, 39, 39, 39, 39, 39, 39, 38, 
38, 38, 37, 37, 37, 36, 36, 36, 35, 35, 35, 35, 35, 35, 35, 35, 35, 28, 28, 28, 21, 21, 21, 14, 14, 14, 14, 14, 
14, 14, 14, 14, 13, 13, 13, 13, 13, 13, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 
12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 
12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 
12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 
12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12]', 
 'rights': '[0, 0, 93, 93, 93, 101, 101, 101, 93, 93, 93, 84, 84, 84, 84, 84, 84, 84, 84, 84, 84, 84, 84, 
84, 84, 84, 93, 93, 93, 101, 101, 101, 93, 93, 93, 84, 84, 84, 76, 76, 76, 75, 75, 75, 76, 76, 76, 77, 77, 77, 
85, 85, 85, 84, 84, 84, 83, 83, 83, 101, 101, 101, 99, 99, 99, 125, 125, 125, 95, 95, 95, 95, 95, 95, 66, 66, 
66, 66, 66, 66, 65, 65, 65, 65, 65, 65, 65, 65, 65, 66, 66, 66, 65, 65, 65, 65, 65, 65, 65, 65, 65, 66, 66, 66, 
66, 66, 66, 66, 66, 66, 66, 66, 66, 66, 66, 66, 66, 66, 66, 66, 66, 66, 67, 67, 67, 67, 67, 67, 67, 67, 67, 67, 
67, 67, 66, 66, 66, 65, 65, 65, 65, 65, 65, 65, 65, 65, 67, 67, 67, 74, 74, 74, 80, 80, 80, 83, 83, 83, 82, 82, 
82, 82, 82, 82, 82, 82, 82, 82, 82, 82, 83, 83, 83, 84, 84, 84, 85, 85, 85, 85, 85, 85, 84, 84, 84, 84, 84, 84, 
84, 84, 84, 83, 83, 83, 81, 81, 81, 79, 79, 79, 78, 78, 78, 76, 76, 76, 75, 75, 75, 74, 74, 74, 74, 74, 74, 73, 
73, 73, 74, 74, 74, 75, 75, 75, 76, 76, 76, 76, 76, 76, 76, 76, 76, 77, 77, 77, 77, 77, 77, 77, 77, 77, 70, 70, 
70, 62, 62, 62, 54, 54, 54, 74, 74, 74, 73, 73, 73, 70, 70, 70, 48, 48, 48, 49, 49, 49, 51, 51, 51, 54, 54, 54, 
56, 56, 56, 56, 56, 56, 55, 55, 55, 52, 52, 52, 49, 49, 49, 47, 47, 47, 45, 45, 45, 43, 43, 43, 42, 42, 42, 42, 
42, 42, 43, 43, 43, 43, 43, 43, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 
42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 42, 41, 41, 41, 31, 31, 31, 21, 21, 21, 11, 11, 11, 
10, 10, 10, 10, 10, 10, 11, 11, 11, 11, 11, 11, 12, 12, 12, 12, 12, 12, 12, 12, 12, 21, 21, 21, 32, 32, 32, 52, 
52, 52, 63, 63, 63, 72, 72, 72, 70, 70, 70, 68, 68, 68, 68, 68, 68, 68, 68, 68, 68, 68, 68, 69, 69, 69, 70, 70, 
70, 70, 70, 70, 71, 71, 71, 71, 71, 71, 71, 71, 71, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 
69, 69, 69, 69, 69, 69, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 
70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 
70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 
70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 
70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70, 70]', 
 'backs': '[194, 194, 194, 187, 187, 187, 194, 194, 194, 202, 202, 202, 202, 202, 202, 194, 194, 
194, 195, 195, 195, 202, 202, 202, 202, 202, 202, 202, 202, 202, 194, 194, 194, 194, 194, 194, 187, 187, 
187, 187, 187, 187, 195, 195, 195, 199, 199, 199, 198, 198, 198, 188, 188, 188, 180, 180, 180, 177, 177, 
177, 178, 178, 178, 179, 179, 179, 181, 181, 181, 204, 204, 204, 206, 206, 206, 210, 210, 210, 188, 188, 
188, 199, 199, 199, 197, 197, 197, 208, 208, 208, 199, 199, 199, 200, 200, 200, 193, 193, 193, 202, 202, 
202, 211, 211, 211, 218, 218, 218, 207, 207, 207, 207, 207, 207, 207, 207, 207, 210, 210, 210, 221, 221, 
221, 211, 211, 211, 230, 230, 230, 219, 219, 219, 239, 239, 239, 239, 239, 239, 227, 227, 227, 217, 217, 
217, 207, 207, 207, 229, 229, 229, 239, 239, 239, 250, 250, 250, 240, 240, 240, 222, 222, 222, 205, 205, 
62 
205, 206, 206, 206, 224, 224, 224, 220, 220, 220, 229, 229, 229, 219, 219, 219, 240, 240, 240, 240, 240, 
240, 232, 232, 232, 222, 222, 222, 222, 222, 222, 231, 231, 231, 231, 231, 231, 221, 221, 221, 222, 222, 
222, 221, 221, 221, 220, 220, 220, 208, 208, 208, 209, 209, 209, 209, 209, 209, 231, 231, 231, 231, 231, 
231, 230, 230, 230, 220, 220, 220, 220, 220, 220, 220, 220, 220, 209, 209, 209, 198, 198, 198, 197, 197, 
197, 218, 218, 218, 239, 239, 239, 186, 186, 186, 122, 122, 122, 101, 101, 101, 129, 129, 129, 156, 156, 
156, 141, 141, 141, 176, 176, 176, 213, 213, 213, 183, 183, 183, 116, 116, 116, 50, 50, 50, 51, 51, 51, 54, 
54, 54, 59, 59, 59, 62, 62, 62, 65, 65, 65, 68, 68, 68, 72, 72, 72, 75, 75, 75, 77, 77, 77, 78, 78, 78, 78, 78, 
78, 78, 78, 78, 78, 78, 78, 78, 78, 78, 78, 78, 78, 78, 78, 78, 78, 78, 78, 77, 77, 77, 77, 77, 77, 78, 78, 78, 
78, 78, 78, 77, 77, 77, 76, 76, 76, 76, 76, 76, 76, 76, 76, 76, 76, 76, 77, 77, 77, 77, 77, 77, 78, 78, 78, 78, 
78, 78, 78, 78, 78, 136, 136, 136, 193, 193, 193, 177, 177, 177, 177, 177, 177, 177, 177, 177, 250, 250, 
250, 250, 250, 250, 240, 240, 240, 240, 240, 240, 240, 240, 240, 250, 250, 250, 239, 239, 239, 219, 219, 
219, 198, 198, 198, 189, 189, 189, 188, 188, 188, 199, 199, 199, 196, 196, 196, 209, 209, 209, 209, 209, 
209, 222, 222, 222, 222, 222, 222, 221, 221, 221, 222, 222, 222, 222, 222, 222, 222, 222, 222, 221, 221, 
221, 221, 221, 221, 221, 221, 221, 222, 222, 222, 222, 222, 222, 222, 222, 222, 221, 221, 221, 222, 222, 
222, 222, 222, 222, 213, 213, 213, 213, 213, 213, 204, 204, 204, 213, 213, 213, 213, 213, 213, 221, 221, 
221, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 221, 221, 221, 221, 221, 221, 221, 221, 
221, 221, 221, 221, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 213, 213, 213, 213, 213, 
213, 213, 213, 213, 222, 222, 222, 213, 213, 213, 204, 204, 204, 196, 196, 196, 196, 196, 196, 197, 197, 
197, 196, 196, 196]', 
 'thrusts': '[180, 180, 181, 181, 182, 182, 183, 183, 184, 184, 185, 185, 186, 186, 187, 187, 188, 
188, 189, 189, 190, 190, 191, 191, 192, 192, 193, 193, 194, 194, 195, 195, 196, 196, 197, 197, 198, 198, 
199, 199, 200, 200, 201, 201, 202, 202, 203, 203, 204, 204, 205, 205, 206, 206, 207, 207, 208, 208, 209, 
209, 210, 210, 212, 213, 213, 213, 213, 213, 213, 213, 213, 212, 212, 211, 212, 211, 210, 210, 210, 210, 
210, 211, 211, 211, 211, 211, 211, 210, 210, 210, 210, 211, 210, 210, 210, 210, 210, 210, 211, 212, 212, 
210, 210, 210, 212, 212, 211, 211, 212, 212, 212, 211, 211, 211, 211, 212, 212, 212, 212, 212, 212, 212, 
211, 211, 211, 211, 212, 212, 212, 212, 212, 212, 212, 212, 212, 212, 212, 212, 212, 212, 212, 212, 212, 
212, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 
213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 
213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 
213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 
213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 213, 214, 214, 214, 
214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 213, 212, 212, 212, 212, 
212, 213, 214, 214, 213, 212, 212, 212, 214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 214, 
215, 215, 215, 215, 213, 213, 213, 213, 213, 213, 213, 214, 214, 214, 214, 214, 213, 214, 214, 215, 215, 
215, 215, 214, 214, 214, 215, 215, 214, 214, 214, 214, 214, 214, 215, 214, 214, 214, 214, 215, 215, 215, 
214, 214, 214, 214, 214, 214, 214, 215, 214, 214, 213, 213, 213, 213, 213, 213, 214, 214, 214, 215, 214, 
214, 213, 214, 214, 214, 214, 214, 214, 215, 215, 215, 215, 215, 215, 215, 215, 215, 215, 215, 214, 214, 
214, 214, 215, 215, 214, 214, 214, 214, 214, 216, 216, 216, 216, 212, 216, 216, 215, 215, 211, 211, 211, 
212, 212, 214, 215, 215, 215, 215, 215, 215, 215, 215, 215, 215, 216, 215, 215, 215, 215, 215, 215, 215, 
216, 216, 216, 216, 216, 216, 216, 216, 216, 217, 217, 217, 217, 217, 217, 217, 217, 217, 218, 218, 218, 
218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 218, 
218, 218, 218, 219, 219, 219, 219, 219, 219, 219, 219, 219, 219, 219, 219, 219, 219, 219, 219, 219, 219, 
219, 219, 219, 219, 219, 219, 219, 219, 220, 220, 220, 220, 220, 220, 220, 220, 220, 220, 220, 220, 220, 
220, 220, 220, 220, 220, 220, 220, 220, 220, 220, 220, 220, 220, 221, 221, 221, 221, 221, 221, 221, 221, 
221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 221, 
221, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 222, 
222, 222, 222, 222, 222, 222, 222]', 
 'yaws': '[201, 201, 201, 201, 200, 200, 203, 201, 201, 201, 200, 201, 200, 201, 201, 200, 201, 200, 
200, 200, 201, 200, 201, 200, 201, 201, 201, 201, 201, 201, 200, 200, 200, 200, 201, 201, 200, 200, 201, 
200, 201, 201, 200, 200, 200, 200, 201, 201, 200, 200, 201, 200, 200, 201, 201, 201, 200, 200, 200, 200, 
200, 200, 201, 200, 197, 198, 198, 198, 198, 197, 197, 198, 198, 197, 197, 197, 198, 198, 198, 197, 198, 
198, 198, 197, 197, 198, 198, 198, 197, 197, 197, 198, 197, 198, 199, 197, 198, 197, 198, 198, 198, 198, 
198, 198, 198, 198, 198, 197, 197, 197, 197, 197, 198, 198, 198, 199, 198, 198, 197, 197, 197, 197, 197, 
197, 198, 198, 197, 198, 198, 198, 197, 199, 197, 197, 198, 198, 197, 198, 198, 198, 199, 197, 198, 198, 
197, 198, 198, 197, 198, 199, 197, 198, 198, 198, 198, 197, 198, 198, 197, 198, 198, 197, 198, 198, 198, 
63 
198, 198, 198, 197, 198, 198, 198, 198, 198, 198, 197, 197, 198, 198, 199, 198, 199, 197, 198, 198, 197, 
198, 197, 198, 197, 198, 198, 198, 198, 197, 198, 197, 198, 197, 197, 197, 198, 198, 198, 199, 198, 197, 
198, 197, 197, 198, 198, 197, 198, 198, 198, 197, 199, 197, 198, 198, 197, 197, 197, 198, 198, 197, 198, 
197, 197, 199, 198, 197, 198, 197, 199, 198, 197, 197, 198, 198, 198, 198, 198, 198, 198, 198, 197, 198, 
198, 197, 197, 197, 198, 197, 198, 198, 197, 198, 198, 197, 198, 198, 199, 197, 198, 198, 197, 198, 198, 
198, 197, 197, 198, 198, 198, 198, 197, 198, 198, 197, 198, 197, 197, 198, 198, 198, 198, 198, 197, 197, 
197, 197, 198, 198, 197, 197, 200, 198, 198, 198, 198, 198, 197, 198, 197, 198, 198, 198, 198, 197, 199, 
198, 198, 197, 198, 199, 198, 197, 197, 199, 198, 198, 197, 197, 198, 198, 197, 197, 198, 198, 198, 197, 
198, 198, 198, 198, 198, 198, 198, 197, 197, 197, 198, 198, 197, 198, 198, 198, 198, 197, 198, 199, 198, 
197, 198, 198, 198, 198, 198, 197, 197, 198, 198, 197, 197, 197, 197, 198, 198, 198, 198, 198, 198, 198, 
198, 198, 198, 197, 198, 198, 198, 197, 197, 198, 198, 198, 197, 198, 199, 198, 198, 197, 198, 198, 198, 
199, 198, 198, 198, 197, 198, 197, 198, 197, 198, 198, 198, 198, 197, 198, 198, 198, 198, 198, 198, 198, 
198, 197, 198, 197, 198, 197, 198, 198, 197, 198, 201, 200, 201, 201, 201, 200, 201, 201, 200, 200, 201, 
200, 202, 201, 201, 201, 200, 201, 201, 201, 201, 200, 200, 201, 201, 201, 201, 201, 201, 201, 200, 201, 
200, 201, 201, 200, 200, 202, 201, 200, 201, 201, 201, 201, 201, 201, 200, 201, 201, 200, 200, 201, 201, 
201, 202, 201, 203, 200, 200, 201, 200, 200, 200, 201, 201, 200, 200, 204, 201, 201, 200, 201, 201, 201, 
200, 200, 201, 201, 201, 200, 201, 200, 201, 201, 201, 200, 201, 200, 201, 201, 200, 200, 200, 200, 201, 
201, 201, 201, 201, 202, 201, 202, 200, 200, 201, 200, 201, 201, 201, 200, 202, 200, 204, 201, 201, 200, 
201, 201, 201, 201, 200, 201, 200, 201, 202, 201, 201, 201, 201, 200, 201, 201, 201, 200, 201, 201, 201, 
201, 201, 200, 201, 201, 200]', 
 'ails': '[188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 198, 198, 197, 197, 192, 192, 192, 192, 192, 192, 192, 192, 192, 192, 189, 180, 181, 
181, 179, 179, 179, 179, 180, 180, 190, 190, 190, 190, 192, 192, 192, 192, 192, 192, 191, 191, 191, 191, 
191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 
191, 192, 192, 191, 191, 192, 192, 192, 192, 192, 192, 191, 191, 191, 191, 191, 191, 191, 191, 191, 191, 
191, 191, 193, 193, 194, 199, 200, 201, 201, 201, 199, 199, 199, 199, 194, 194, 194, 194, 194, 194, 194, 
194, 194, 194, 194, 194, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 194, 194, 194, 194, 
194, 194, 194, 194, 194, 194, 194, 194, 193, 193, 193, 193, 193, 193, 193, 193, 193, 192, 192, 192, 193, 
193, 193, 192, 193, 193, 193, 193, 193, 192, 193, 193, 193, 193, 193, 193, 193, 193, 194, 194, 194, 194, 
194, 194, 193, 193, 193, 193, 194, 194, 193, 193, 194, 194, 194, 194, 191, 191, 181, 179, 179, 179, 176, 
176, 183, 190, 195, 190, 189, 189, 189, 185, 183, 183, 175, 175, 175, 176, 178, 178, 179, 179, 181, 181, 
181, 184, 184, 184, 185, 185, 185, 181, 180, 180, 180, 180, 180, 180, 182, 182, 182, 181, 181, 188, 188, 
188, 176, 176, 176, 176, 179, 179, 179, 179, 179, 179, 180, 180, 177, 177, 177, 177, 179, 179, 179, 179, 
179, 179, 181, 181, 180, 180, 180, 180, 178, 178, 178, 178, 178, 178, 180, 180, 181, 181, 181, 181, 179, 
179, 179, 179, 179, 179, 179, 179, 180, 180, 180, 180, 180, 180, 179, 179, 177, 177, 176, 176, 175, 185, 
185, 185, 187, 187, 187, 187, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 189, 189, 190, 190, 190, 183, 180, 180, 191, 191, 194, 194, 193, 197, 190, 190, 192, 192, 
191, 191, 193, 193, 191, 191, 192, 192, 192, 192, 192, 192, 192, 192, 193, 193, 192, 193, 193, 193, 193, 
193, 193, 193, 193, 193, 194, 194, 194, 194, 194, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188]', 
 'eles': '[188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 193, 193, 193, 193, 193, 193, 193, 193, 193, 194, 194, 195, 195, 195, 195, 196, 195, 
195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 197, 201, 201, 186, 186, 187, 193, 195, 195, 195, 195, 
195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 
195, 195, 195, 195, 195, 195, 195, 195, 195, 196, 197, 200, 201, 198, 198, 189, 189, 188, 197, 197, 197, 
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189, 199, 185, 192, 185, 191, 195, 195, 194, 195, 195, 195, 194, 194, 195, 195, 195, 195, 195, 195, 195, 
195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 194, 194, 194, 195, 195, 195, 195, 
195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 195, 
195, 196, 196, 196, 196, 196, 196, 195, 195, 196, 196, 196, 196, 195, 195, 196, 196, 196, 196, 196, 195, 
195, 195, 196, 196, 196, 196, 196, 196, 196, 196, 196, 196, 195, 195, 195, 195, 194, 194, 194, 194, 194, 
193, 187, 187, 194, 195, 200, 200, 197, 197, 197, 197, 197, 195, 185, 185, 186, 191, 193, 193, 193, 193, 
193, 193, 192, 192, 193, 193, 193, 194, 193, 193, 193, 192, 192, 192, 193, 185, 186, 186, 186, 186, 186, 
187, 187, 188, 188, 188, 188, 189, 190, 190, 191, 191, 191, 192, 191, 191, 192, 192, 192, 193, 193, 193, 
193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 
193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 
193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 193, 
193, 193, 193, 193, 193, 193, 196, 188, 195, 200, 191, 191, 191, 197, 194, 198, 199, 188, 188, 187, 187, 
185, 185, 187, 194, 197, 198, 202, 202, 185, 185, 199, 199, 200, 200, 198, 188, 197, 188, 185, 185, 186, 
193, 195, 195, 195, 194, 194, 194, 194, 194, 193, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 188, 
188, 188, 188, 188, 188, 188]', 
 'headings': '[5.47, 5.46, 5.45, 5.46, 5.45, 5.44, 5.44, 5.44, 5.44, 5.44, 5.45, 5.45, 5.46, 5.46, 5.46, 
5.45, 5.46, 5.46, 5.46, 5.45, 5.45, 5.44, 5.44, 5.43, 5.43, 5.43, 5.44, 5.44, 5.43, 5.43, 5.44, 5.44, 5.44, 5.44, 
5.45, 5.45, 5.46, 5.46, 5.47, 5.47, 5.47, 5.47, 5.47, 5.47, 5.48, 5.47, 5.45, 5.46, 5.47, 5.45, 5.45, 5.46, 5.44, 
5.43, 5.43, 5.46, 5.47, 5.5, 5.5, 5.5, 5.52, 5.55, 5.58, 5.59, 5.6, 5.64, 5.62, 5.63, 5.65, 5.66, 
5.6899999999999995, 5.6899999999999995, 5.7, 5.73, 5.71, 5.71, 5.72, 5.73, 5.74, 5.76, 5.75, 5.77, 5.76, 
5.75, 5.75, 5.75, 5.75, 5.6899999999999995, 5.68, 5.67, 5.67, 5.67, 5.66, 5.64, 5.64, 5.57, 5.62, 5.59, 5.61, 
5.59, 5.59, 5.59, 5.58, 5.5600000000000005, 5.5600000000000005, 5.5600000000000005, 5.58, 
5.5600000000000005, 5.5600000000000005, 5.55, 5.55, 5.55, 5.53, 5.54, 5.53, 5.52, 5.51, 5.53, 5.54, 5.53, 
5.53, 5.54, 5.5600000000000005, 5.57, 5.5600000000000005, 5.54, 5.57, 5.57, 5.57, 5.58, 5.57, 5.58, 5.61, 
5.61, 5.62, 5.61, 5.63, 5.62, 5.62, 5.61, 5.63, 5.61, 5.59, 5.6, 5.6, 5.6, 5.78, 5.8, 5.75, 5.79, 5.61, 5.46, 5.42, 
5.32, 5.3, 5.29, 5.25, 5.24, 5.22, 5.25, 5.22, 5.21, 5.2, 5.2, 5.19, 5.19, 5.18, 5.19, 5.2, 5.18, 5.18, 5.2, 5.22, 
5.21, 5.19, 5.2, 5.2, 5.21, 5.2, 5.19, 5.2, 5.21, 5.2, 5.2, 5.19, 5.2, 5.22, 5.23, 5.23, 5.23, 5.21, 5.2, 5.21, 5.19, 
5.17, 5.19, 5.2, 5.18, 5.18, 5.18, 5.17, 5.18, 5.18, 5.18, 5.17, 5.15, 5.2, 5.19, 5.17, 5.18, 5.18, 5.21,  5.16, 
5.16, 5.2, 5.19, 5.19, 5.2, 5.19, 5.19, 5.19, 5.21, 5.2, 5.23, 5.2, 5.21, 5.21, 5.22, 5.22, 5.2, 5.2, 5.23, 5.22, 
5.22, 5.22, 5.25, 5.23, 5.24, 5.24, 5.22, 5.21, 5.2, 5.21, 5.2, 5.17, 5.18, 5.2, 5.23, 5.24, 5.21, 5.17, 5.15, 5.1, 
5.07, 5.07, 5.04, 5.0, 4.96, 4.9399999999999995, 4.87, 4.78, 4.83, 4.6899999999999995, 4.78, 4.76, 
4.6899999999999995, 4.64, 4.6, 4.63, 4.63, 4.63, 4.51, 4.73, 4.73, 4.63, 4.57, 4.5, 4.5, 4.52, 4.49, 4.47, 
4.49, 4.45, 4.42, 4.36, 4.33, 4.38, 4.4, 4.38, 4.37, 4.35, 4.37, 4.37, 4.38, 4.38, 4.38, 4.39, 4.32, 4.36, 4.35, 
4.34, 4.31, 4.33, 4.42, 4.44, 4.39, 4.39, 4.41, 4.38, 4.41, 4.39, 4.45, 4.47, 4.51, 4.49, 4.52, 4.54, 4.58, 4.6, 
4.57, 4.6, 4.6, 4.62, 4.64, 4.64, 4.64, 4.64, 4.64, 4.63, 4.63, 4.58, 4.5600000000000005, 4.58, 4.63, 4.62, 
4.6, 4.61, 4.62, 4.62, 4.58, 4.58, 4.59, 4.59, 4.61, 4.58, 4.52, 4.55, 4.53, 4.49, 4.51, 4.52, 4.53, 4.51, 4.5, 
4.53, 4.51, 4.51, 4.5, 4.47, 4.5, 4.51, 4.51, 4.51, 4.51, 4.5, 4.5, 4.5, 4.5, 4.51, 4.54, 4.54, 
4.5600000000000005, 4.5600000000000005, 4.55, 4.5600000000000005, 4.53, 4.51, 4.55, 4.55, 4.57, 
4.59, 4.58, 4.62, 4.67, 4.6899999999999995, 4.74, 4.76, 4.85, 4.96, 5.08, 5.05, 5.1, 5.11, 5.25, 5.29, 5.29, 
5.38, 5.42, 5.46, 5.59, 5.62, 5.65, 5.66, 5.72, 5.68, 5.6899999999999995, 5.7, 5.72, 5.7, 5.67, 5.67, 5.71, 
5.67, 5.66, 5.67, 5.68, 5.65, 5.65, 5.68, 5.71, 5.73, 5.72, 5.72, 5.72, 5.75, 5.77, 5.78, 5.78, 5.79, 5.77, 5.71, 
5.66, 5.66, 5.64, 5.61, 5.6, 5.59, 5.5600000000000005, 5.5600000000000005, 5.52, 5.5, 5.48, 5.48, 5.48, 
5.47, 5.46, 5.46, 5.46, 5.46, 5.46, 5.46, 5.44, 5.44, 5.43, 5.43, 5.43, 5.44, 5.44, 5.44, 5.44, 5.44, 5.44, 5.44, 
5.44, 5.45, 5.45, 5.44, 5.45, 5.45, 5.45, 5.44, 5.44, 5.44, 5.44, 5.45, 5.45, 5.45, 5.44, 5.45, 5.44, 5.45, 5.45, 
5.45, 5.45, 5.45, 5.45, 5.45, 5.44, 5.44, 5.44, 5.43, 5.43, 5.43, 5.42, 5.43, 5.42, 5.42, 5.42, 5.43, 5.44, 5.45, 
5.45, 5.45, 5.45, 5.44, 5.44, 5.44, 5.43, 5.43, 5.44, 5.44, 5.44, 5.44, 5.45, 5.46, 5.46, 5.45, 5.46, 5.46, 5.46, 
5.45, 5.44, 5.44, 5.44, 5.44, 5.45, 5.46, 5.46, 5.46, 5.45, 5.45, 5.45, 5.44, 5.45, 5.44, 5.43, 5.43, 5.44, 5.45, 
5.45, 5.44, 5.45, 5.45, 5.45, 5.45, 5.44, 5.45, 5.44, 5.44, 5.44, 5.43, 5.44, 5.45, 5.45, 5.45, 5.46, 5.46, 5.45, 
5.45, 5.45, 5.45, 5.45, 5.45, 5.45, 5.44, 5.44, 5.44, 5.44, 5.44, 5.44]', 
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 'rolls': '[-0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -
0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, 
-0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.01, -0.0, 0.01, -0.0, -0.04, -0.0, 0.0, -0.0, -0.02, 0.02, 0.04, 0.03, 0.04, 
0.03, 0.0, 0.01, 0.02, 0.02, 0.0, -0.0, 0.0, -0.0, 0.05, 0.05, 0.04, 0.03, -0.0, 0.01, 0.01, 0.0, 0.03, 0.06, 0.05, 
0.04, 0.02, -0.02, 0.01, 0.02, 0.01, 0.03, 0.01, 0.0, -0.01, 0.0, -0.0, -0.01, 0.0, 0.0, -0.01, -0.01, 0.0, 0.03, 
0.0, 0.01, 0.0, 0.02, 0.02, 0.01, 0.0, 0.01, 0.0, 0.01, -0.0, 0.0, 0.01, 0.0, 0.0, -0.0, 0.0, -0.0, 0.0, 0.01, 0.01, 
0.0, 0.01, 0.0, 0.01, 0.02, 0.01, 0.0, 0.01, 0.0, 0.0, 0.0, 0.0, -0.0, 0.0, 0.01, -0.01, 0.0, -0.0, -0.0, -0.01, -0.01, 
-0.02, -0.02, -0.03, -0.02, -0.0, -0.01, -0.02, -0.08, -0.34, -0.51, -0.61, -0.76, -0.74, -0.72, -0.79, -0.8, -0.76, 
-0.74, -0.73, -0.75, -0.73, -0.75, -0.74, -0.73, -0.73, -0.75, -0.74, -0.73, -0.72, -0.72, -0.72, -0.73, -0.71, -
0.72, -0.73, -0.72, -0.72, -0.73, -0.72, -0.72, -0.72, -0.72, -0.72, -0.73, -0.73, -0.73, -0.73, -0.74, -0.78, -
0.78, -0.77, -0.75, -0.76, -0.75, -0.74, -0.73, -0.72, -0.71, -0.7, -0.7, -0.71, -0.7, -0.7, -0.7, -0.7, -0.68, -0.69, 
-0.68, -0.69, -0.7, -0.72, -0.72, -0.71, -0.68, -0.7, -0.69, -0.68, -0.66, -0.7, -0.71, -0.69, -0.67, -0.68, -0.69, -
0.69, -0.72, -0.7, -0.71, -0.69, -0.68, -0.69, -0.7, -0.68, -0.67, -0.66, -0.68, -0.67, -0.68, -0.66, -0.68, -0.7, -
0.68, -0.64, -0.6, -0.51, -0.41, -0.28, -0.13, -0.06, -0.03, -0.04, -0.05, -0.05, -0.03, -0.05, 0.1, 0.14, 0.13, 
0.14, 0.1, 0.12, -0.02, -0.05, 0.05, 0.05, 0.2, 0.05, 0.11, 0.13, 0.16, 0.1, 0.11, 0.16, 0.1, 0.03, -0.03, -0.02, 
0.06, -0.01, -0.04, -0.03, -0.03, -0.02, -0.02, -0.06, -0.01, -0.01, -0.0, 0.0, 0.02, 0.06, 0.06, 0.05, 0.08, 0.07, 
0.03, -0.01, -0.01, 0.01, -0.02, -0.0, -0.0, 0.02, -0.02, -0.07, -0.06, -0.06, -0.08, -0.07, -0.03, -0.02, -0.04, -
0.08, -0.03, 0.04, 0.05, 0.0, 0.01, -0.0, 0.03, 0.04, 0.03, 0.06, 0.02, 0.05, 0.08, 0.04, 0.02, 0.0, 0.0, -0.0, 
0.02, 0.02, 0.0, 0.02, 0.03, 0.02, 0.03, 0.05, 0.04, 0.04, 0.04, 0.07, 0.08, 0.05, 0.04, 0.03, -0.0, 0.02, 0.01, 
0.02, 0.04, 0.03, 0.01, 0.0, -0.0, 0.01, -0.02, -0.0, -0.0, -0.0, 0.01, 0.01, 0.0, 0.02, 0.02, 0.01, 0.01, 0.02, 
0.01, 0.0, 0.0, -0.0, -0.0, 0.0, -0.01, -0.0, -0.0, -0.01, -0.01, -0.02, -0.01, 0.0, 0.01, 0.06, 0.1, 0.12, 0.13, 
0.15, 0.16, 0.09, 0.11, 0.09, 0.1, 0.09, -0.0, 0.01, 0.03, 0.08, 0.15, 0.15, 0.03, 0.05, 0.05, 0.01, -0.03, -0.01, -
0.04, -0.03, -0.04, -0.02, -0.02, -0.03, -0.04, -0.02, -0.02, -0.03, -0.04, -0.01, -0.0, -0.0, -0.02, -0.02, 0.0, 
0.02, 0.03, 0.03, 0.03, 0.04, 0.03, 0.0, -0.0, 0.04, 0.1, 0.05, 0.02, 0.03, 0.0, -0.03, 0.03, -0.02, 0.01, -0.0, 
0.02, 0.02, -0.0, -0.01, -0.0, 0.0, -0.0, -0.01, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -
0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, 
-0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -
0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, 
-0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -
0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, -0.0, 
-0.0, -0.0, -0.0, -0.0, -0.0, -0.0]', 
 'pitches': '[-0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -
0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -
0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.05, -0.04, -0.05, -
0.03, -0.04, -0.03, -0.05, -0.03, -0.03, -0.04, -0.0, 0.03, 0.04, 0.0, 0.0, -0.01, 0.03, 0.02, 0.01, 0.01, -0.0, 
0.02, 0.04, -0.01, 0.0, 0.01, 0.0, 0.01, 0.01, 0.01, 0.03, -0.0, 0.0, 0.0, 0.0, 0.01, 0.02, 0.04, 0.03, 0.0, 0.02, 
0.01, 0.0, -0.0, 0.0, 0.04, 0.03, 0.0, -0.02, -0.01, -0.0, 0.0, -0.02, 0.02, -0.03, 0.01, -0.01, -0.03, -0.04, -0.05, 
-0.04, -0.03, -0.04, -0.05, -0.05, -0.03, -0.03, -0.02, -0.03, -0.03, -0.01, -0.02, -0.02, -0.02, -0.01, -0.02, -
0.02, -0.03, -0.03, -0.02, -0.03, -0.02, -0.0, 0.0, -0.02, -0.02, -0.01, -0.01, -0.01, -0.02, -0.01, -0.01, -0.0, 
0.0, -0.0, 0.0, 0.0, 0.01, 0.0, 0.0, 0.01, 0.0, 0.01, 0.02, 0.0, 0.08, 0.1, 0.06, 0.09, 0.11, 0.12, 0.16, 0.12, 0.1, 
0.11, 0.11, 0.1, 0.08, 0.1, 0.1, 0.1, 0.1, 0.1, 0.1, 0.11, 0.1, 0.1, 0.11, 0.11, 0.1, 0.09, 0.09, 0.1, 0.09, 0.1, 
0.09, 0.1, 0.11, 0.11, 0.09, 0.1, 0.11, 0.12, 0.11, 0.1, 0.1, 0.09, 0.07, 0.09, 0.09, 0.08, 0.09, 0.1, 0.08, 0.07, 
0.09, 0.08, 0.08, 0.1, 0.09, 0.09, 0.09, 0.1, 0.12, 0.06, 0.09, 0.11, 0.1, 0.1, 0.06, 0.11, 0.12, 0.08, 0.09, 0.11, 
0.12, 0.12, 0.11, 0.12, 0.12, 0.13, 0.11, 0.14, 0.14, 0.14, 0.12, 0.12, 0.14, 0.15, 0.11, 0.13, 0.12, 0.13, 0.09, 
0.1, 0.1, 0.11, 0.12, 0.11, 0.11, 0.07, 0.08, 0.13, 0.11, 0.07, 0.08, 0.07, 0.11, 0.17, 0.18, 0.22, 0.22, 0.18, 
0.18, 0.16, 0.13, 0.08, 0.12, 0.15, 0.04, 0.2, 0.01, -0.01, 0.02, 0.03, 0.07, -0.01, -0.03, -0.06, 0.09, -0.22, -
0.23, -0.13, -0.09, -0.04, -0.09, -0.15, -0.13, -0.16, -0.24, -0.2, -0.14, -0.07, -0.01, -0.08, -0.1, -0.05, -0.02, 
0.0, -0.0, -0.03, -0.06, -0.09, -0.11, -0.13, -0.06, -0.1, -0.07, -0.04, -0.01, -0.05, -0.12, -0.14, -0.07, -0.07, -
0.1, -0.04, -0.05, -0.04, -0.05, -0.02, -0.04, -0.0, -0.0, -0.0, -0.03, -0.03, 0.0, -0.01, 0.0, 0.0, -0.02, -0.03, -
0.02, -0.02, -0.04, -0.04, -0.05, -0.0, 0.01, -0.01, -0.04, -0.03, -0.02, -0.04, -0.06, -0.06, -0.01, -0.03, -0.05, -
0.05, -0.09, -0.06, -0.02, -0.07, -0.04, -0.01, -0.02, -0.03, -0.04, -0.03, -0.03, -0.07, -0.06, -0.05, -0.03, -
0.01, -0.04, -0.05, -0.03, -0.04, -0.04, -0.04, -0.03, -0.03, -0.02, -0.03, -0.04, -0.04, -0.06, -0.07, -0.07, -
0.07, -0.05, -0.04, -0.08, -0.07, -0.08, -0.08, -0.06, -0.07, -0.1, -0.08, -0.07, -0.01, -0.04, -0.05, -0.09, 0.02, 
0.03, 0.07, 0.04, 0.06, 0.1, 0.0, -0.04, -0.02, -0.02, -0.03, -0.04, -0.0, 0.0, 0.04, 0.05, 0.04, 0.0, 0.0, 0.03, 
0.02, -0.0, 0.02, 0.04, 0.0, -0.01, 0.0, 0.01, 0.01, 0.01, 0.0, -0.0, 0.01, 0.03, 0.0, -0.01, -0.03, -0.0, -0.0, -
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0.01, 0.0, -0.0, -0.01, 0.0, 0.01, 0.01, -0.01, -0.05, -0.06, -0.05, -0.02, -0.03, -0.04, -0.04, -0.05, -0.04, -0.04, 
-0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -
0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -
0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -
0.04, -0.04, -0.05, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.05, -0.04, -0.04, -0.04, -0.05, -0.04, -
0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -
0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -
0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -
0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04, -0.04]', 
 'times': '[3.03, 3.13, 3.28, 3.33, 3.43, 3.53, 3.63, 3.73, 3.83, 3.98, 4.03, 4.13, 4.24, 4.34, 4.44, 4.54, 
4.64, 4.74, 4.84, 4.94, 5.04, 5.14, 5.24, 5.34, 5.44, 5.54, 5.65, 5.75, 5.85, 5.95, 6.05, 6.15, 6.25, 6.35, 6.45, 
6.55, 6.65, 6.75, 6.85, 6.95, 7.0, 7.11, 7.26, 7.36, 7.46, 7.56, 7.61, 7.76, 7.86, 7.96, 8.06, 8.16, 8.26, 8.36, 
8.46, 8.52, 8.62, 8.72, 8.82, 8.97, 9.07, 9.12, 9.22, 9.37, 9.42, 9.52, 9.62, 9.72, 9.87, 9.97, 10.03, 10.18, 
10.23, 10.33, 10.43, 10.53, 10.63, 10.73, 10.88, 10.98, 11.03, 11.13, 11.23, 11.34, 11.49, 11.54, 11.64, 
11.74, 11.84, 11.94, 12.04, 12.14, 12.24, 12.34, 12.44, 12.54, 12.64, 12.74, 12.85, 12.95, 13.05, 13.15, 
13.25, 13.35, 13.45, 13.55, 13.65, 13.75, 13.86, 13.96, 14.06, 14.16, 14.27, 14.37, 14.47, 14.57, 14.62, 
14.77, 14.82, 14.97, 15.07, 15.17, 15.27, 15.37, 15.42, 15.53, 15.68, 15.73, 15.88, 15.98, 16.08, 16.13, 
16.28, 16.33, 16.43, 16.53, 16.63, 16.78, 16.88, 16.93, 17.09, 17.19, 17.24, 17.34, 17.44, 17.54, 17.64, 
17.75, 17.85, 17.95, 18.05, 18.15, 18.25, 18.35, 18.45, 18.55, 18.65, 18.75, 18.85, 18.95, 19.05, 19.15, 
19.26, 19.36, 19.46, 19.56, 19.66, 19.76, 19.86, 19.96, 20.06, 20.16, 20.26, 20.36, 20.46, 20.56, 20.66, 
20.77, 20.87, 20.97, 21.07, 21.17, 21.27, 21.37, 21.42, 21.52, 21.67, 21.77, 21.87, 21.97, 22.02, 22.17, 
22.27, 22.33, 22.48, 22.58, 22.63, 22.78, 22.88, 22.93, 23.03, 23.13, 23.23, 23.33, 23.48, 23.53, 23.63, 
23.79, 23.84, 23.94, 24.04, 24.14, 24.24, 24.34, 24.44, 24.54, 24.64, 24.74, 24.84, 24.94, 25.04, 25.14, 
25.24, 25.35, 25.45, 25.6, 25.65, 25.75, 25.85, 25.95, 26.05, 26.15, 26.25, 26.35, 26.45, 26.55, 26.65, 
26.75, 26.86, 26.96, 27.06, 27.16, 27.26, 27.36, 27.46, 27.56, 27.66, 27.76, 27.86, 27.96, 28.06, 28.16, 
28.26, 28.36, 28.47, 28.57, 28.67, 28.77, 28.87, 28.97, 29.07, 29.17, 29.27, 29.37, 29.47, 29.57, 29.67, 
29.77, 29.87, 29.98, 30.08, 30.18, 30.28, 30.38, 30.48, 30.58, 30.68, 30.78, 30.88, 30.93, 31.08, 31.18, 
31.28, 31.38, 31.49, 31.54, 31.64, 31.74, 31.84, 31.94, 32.09, 32.19, 32.29, 32.34, 32.44, 32.54, 32.64, 
32.74, 32.89, 32.99, 33.05, 33.2, 33.25, 33.35, 33.45, 33.55, 33.7, 33.8, 33.85, 33.95, 34.05, 34.15, 34.25, 
34.35, 34.45, 34.55, 34.66, 34.76, 34.86, 34.96, 35.06, 35.16, 35.26, 35.36, 35.46, 35.56, 35.66, 35.76, 
35.86, 35.96, 36.06, 36.17, 36.27, 36.37, 36.47, 36.57, 36.67, 36.77, 36.87, 36.97, 37.07, 37.17, 37.27, 
37.37, 37.47, 37.57, 37.67, 37.78, 37.88, 37.98, 38.08, 38.18, 38.28, 38.38, 38.48, 38.58, 38.68, 38.78, 
38.88, 38.98, 39.08, 39.18, 39.29, 39.39, 39.49, 39.59, 39.69, 39.79, 39.89, 39.99, 40.09, 40.14, 40.24, 
40.39, 40.49, 40.59, 40.69, 40.79, 40.9, 41.0, 41.05, 41.2, 41.3, 41.4, 41.5, 41.6, 41.7, 41.75, 41.85, 41.95, 
42.1, 42.15, 42.3, 42.4, 42.46, 42.61, 42.71, 42.76, 42.86, 42.96, 43.06, 43.16, 43.31, 43.36, 43.51, 43.56, 
43.66, 43.76, 43.86, 43.97, 44.07, 44.22, 44.27, 44.37, 44.47, 44.57, 44.67, 44.77, 44.87, 44.97, 45.07, 
45.17, 45.27, 45.37, 45.47, 45.58, 45.68, 45.78, 45.88, 45.98, 46.08, 46.18, 46.28, 46.38, 46.48, 46.58, 
46.68, 46.78, 46.88, 46.98, 47.08, 47.19, 47.29, 47.39, 47.49, 47.59, 47.69, 47.79, 47.84, 47.99, 48.09, 
48.19, 48.29, 48.39, 48.49, 48.59, 48.7, 48.75, 48.9, 49.0, 49.1, 49.2, 49.3, 49.35, 49.45, 49.6, 49.7, 49.8, 
49.9, 49.95, 50.05, 50.2, 50.26, 50.36, 50.46, 50.61, 50.71, 50.81, 50.86, 51.01, 51.06, 51.16, 51.26, 51.36, 
51.46, 51.56, 51.71, 51.81, 51.87, 51.97, 52.07, 52.17, 52.27, 52.37, 52.47, 52.57, 52.67, 52.77, 52.87, 
52.97, 53.07, 53.17, 53.27, 53.37, 53.53, 53.58, 53.68, 53.78, 53.88, 53.98, 54.08, 54.18, 54.28, 54.38, 
54.48, 54.58, 54.68, 54.78, 54.88, 54.99, 55.09, 55.19, 55.29, 55.39, 55.49, 55.59, 55.69, 55.79, 55.89, 
55.99, 56.09, 56.19, 56.29, 56.39, 56.49, 56.55, 56.7, 56.8, 56.9, 57.0, 57.1, 57.2, 57.25, 57.4, 57.5, 57.6, 
57.7, 57.8, 57.9, 58.0, 58.05, 58.16, 58.31, 58.41, 58.51, 58.61, 58.66, 58.76, 58.91, 58.96, 59.11, 59.21, 
59.31, 59.36, 59.51, 59.56, 59.66, 59.77, 59.87, 59.97]' 
] 
