Abstract
Introduction
The problem with much hypermedia design is that it is ad hoc. The Rela.tionship Management Methodology (RMM) [l] provides an effective, structured design methodology for the development of applications that are easier to maintain and extend. This paper assumes prior knowledge of RMM, a thorough description of which can be found in [l]. For ar brief description, see [2] . Currently, RMM is in use at Iblerryl Lynch, at publishing houses (M.E. Sharpe, Inc ), research institutions (personal contacts at Bellcore), and by educational institutions to deliver on-line teaching materials (Pace University in NY; SYRECOS consortium in Luxembourg, Staffordshire University in the UK).
After some initial experimentation witb RMM, it became clear to us that its data model is limited. RMM does not account for issues beyond the basic navigational structure of a hypermda application. Most important, it does not allow for rich information to be displayed on each presentation unit, e.g. Web pages. When designing a website with RMM, one can design pages using pure RMM concepts, but non-trivial pages quickly become awkward. This happens, for example, when information from different entities needs to be displayed within a single screen. Although RMM can currently model the basic navigational structure of a website it cannot combine various components in meaningful ways. This paper extends RMM by introducing new constructs that o v e r m e these limitations and increase its capabilities for the design of useful hypermedia applications. The graphical notation and program specification language that we present here for the first time can be used in an on-line case tool, such as F W -CASE [3] . While the original RMM methodology was limited to very simple applications, the extensions we provide here support the structured design of hypermedia applications of arbitrary levels of complexity.
In the paper, we first describe the website for the Journal of Management Information Systems (JMIS) that we developed using the current RMM methodology. We describe the limitations we discovered in RMM and then propose the m-slice construct as an extension to the RMM data model to overcome those deficiencies. We then present a graphical notation and a program specification 1060-3425/97 $:LO.OO 0 1997 IEEE language for the new constructs. We conclude the paper with a discussion of related work and a summary of our findings.
RMM Application: The JMIS website
The website for the Journal of Management Information Systems (http://www.stem.nyu.edu/jmis) was designed to mirror the appearance of the physical joumal. As shown in Figure 1 , each issue has its own page with an index of all the articles and authors (table of contents) featured in that issue as well as a number of buttons providing information about the joumal in general. We also constructed a top-level page, called the journal loppcrge, which lists all the issues of the journal currently available on the website.
There is a separate page for each article in which the abstract, its keywords, and the authors' names are provided. The author names are linked to pages containing information about each author. There is also a link to a keyword index that lists the available JMIS articles classified under each keyword. Throughout the site, references such as arhcle titles, author names, and its title to bring up the article page. From there, one can select an author's name to obtain information about hm or her. The RMM diagram of the JMIS website designed with the original methodology is shown in Figure 2 . One typically starts at the site's homepage, "JMIS Homepage", which is a grouping in RMM. From there, one can click on the keyword index to obtain a list of all keywords.
Clicking on one of them shows all the articles clm\ified by it. One can then select an article and click on hypermedia application more straight-forward. By clearly showing the derived relationships on the diagram, one does not need to explicitly trace them hack to the composition of the actual relationships. In this example the derived relationship in-journal between article and journal is the composition of the existing relationships in..issue and in-journal between the entities article and issue and the entities issue and journal respectively. that point is devoid of context and meaning; the user may well have forgotten why he wanted that information.
Compare this to Figure 4 , which shows what can be accompfished by extending RMM as Proposed in this article. The issue page, the article page, and the authors' pages are only one link away.
Based on our experience, we identified three main limitations in RMM:
1.
Limitations of RMM
In the final impkmentation of the website we realized that RMM overly constrains the resulting application.
Suppose, for example, that for each keyword, we would l i e to produce a list of all articles classified by it and describe each article with a full bibliographic reference, as illustrated in vl-driven implementation of the JMIS website, shown as the content of an anchor, i.e. the source based on the diagram in- Figure 2 , results in a number of separate pages, one for each construct shown in the diagram (assuming each entity has only one slice). The inability to put together, for example, the article name and the authors' names in the "Articles by Keyword" index, results in a cumbersome implementation. Figure 3 illustrates the navigational path that a user is forced to rake in order to find the names of the contributors who authored a given article. Thus the user has to navigate two links in order t,o reach the screen Figure 342 , which at or the actual text or image that appears as a hyperlink in a presentation unit such as a web page. For example, the title of an article is the content of an anchor that links the table of contents of an issue to that article's abstract page (see Figure 1 ). 3. Slices cannot contain both attributes and access structures (e.g., indices or guided tours). To arrive at an access structure, one would have to traverse an extra link.
M-slices allow arbitrary combinations without extra l~n k s .
It is important to note that the navigation afforded by RMM is the same in both versions. The difference lies in the ability to cluster together different elements of the application. This clustering ability is achieved through the use of the m-slice. The next section gives a demled description of this new construct and shows how it can be used in the specific example of the JMIS website.
The M-Slice Solution
The construct we introduce here is the m-slice. Mslices are used to group information into meaningful infomation units. M-slices can be aggregated and nested to form higher level m-slices. The "m" in "m-slice" derives from the nested nature of Russian Mutrjeska dolls. Ultimately, HTML pages on the WWW correspond to the higher level m-slices. Those m-slices may contain lower level m-slices that can be re-used a multiple number of tunes. Besides fostering reuse, this approach promotes structured design which is inherent in the definition of an m-slice. The date comes from the issue entity 'igure 5: Rendering of the bibliographic-citation n-slice M-slices are a new construct that replaces the slice and grouping constructs currently used in RMM. M-slice design preempts the original slice design and should be performed in conjunction with the navigational design. In this paper we do not discuss design guidelines which we will undertake elsewhere. Each m-slice is owned by one specific entity' in order to be considered as an element of that entity, In that way, an m-slice can be reused as many times as needed, by itself or as part of another m-slice, without the need to redefine it. In the case of articIe.bib-citation, the owner is the article entity. To stress the role of owner entities, m-slices are denoted by <owner entity>.<slice nume>. Note that in addition to containing elements from its owner entity (the article title in this case), the article.bib-citation m-slice also contains elements from other sources. For example, the names of the authors come from the contributor entity, and '7'01. 12 No. 1, Summer 1995" (the date of the issue in which the article was published) comes from the relevant issue entity instance.
Thus m-slices encapsulate information from various sources: attributes of the owner entity, attributes of related entities, and access structures such as indices. They can We also consider m-slices with no specdk owner in section 5. also be nested. For example, the issuedate m-slice, shown in Figure 7 , which aggregates the volume, number, season and year of an issue, is included in the article.hil>citation m-slice. We developed gqphical and program specification languages to represent m-slices. The graphical language is to be used in a GUI tool to assist in hypermedia design.
The specification language is to be generated by the GUI tool and read into a compiler or interpreter that associates data with m-slices to generate HTML pages.
It is important to %,tress that m-slices describe whut information is to be part of a construct and where to obtain it. M-slices do nor dictate how this information is to be shown. That is left to the user-interface design stage of RMM. M-slices provide the power needed for RMM to represent arbitrarily complex information organizations while supporting a sauctured, re-usable, manageable and programmable approach to hypermedia design and development.
Graphical Notation for m-slices
The graphical notation for m-slices uses many of the existing primitives of RMM as well as some new ones. A complete list of the primitives used is supplied in [5] and we describe many of them within the context of our specific example of the JMIS website. These graphical representations are immediately followed by the equivalent program code, which we discuss later.
The graphical notation for the m-slice, depicted in Figure 6 , consists of the RMM entity and slice primitives which are enlarged and placed so that they partially overlap. The entity portion represents the owner entity of the m-slice. This means that the instance of this entity defines what information appears in this m-slice. Relationships within the m-slice use the owner entity as their source. The name of the owner entity is placed in the top left-hand comer of the rectangle. The slice portion, whose name appears at the bottom of the drawing, contains the constituent elements of the m-slice. The complete name of the m-slice consists of the owner entity name followed by the slice name, e.g. articlehib-citation. Drawing the m-slice in this way, allows us to distinguish between its physical and conceptual boundaries, as indicated in Figure 6 . The slice portion defines the physical boundaries. Elements appearing within those boundaries are the constituent elements of the m-slice. They are the ones that will physically appear in the presentation unit that is based on that m-slice. For example, everything within the physical boundaries of the m-slice is visible on a web page.
There are, however, elements that are part of the mslice's immediate external environment but do not appear in it, such as the destinations of hyperlinks anchored in the m-slice. We place such elements outside the m-slice's physical boundaries. These elements define the conceptual boundaries of the m-slice ( Figure 6 ). If no such elements exist, then the physical and the conceptual boundaries of an m-slice are identical. Those elements (attributes or m-slices) of the m-slice that belong to the owner entity appear within the overlapping section, the shaded area in Figure 6 .
Consider, as an example, the contrihutor.name mslice. The three attributes first name, middle initial, and last name are attributes of the owner entity contributor. In order to show that these three attributes are part of the m-slice contrihutor.name, we place them within the overlapping section of the m-slice. Instead of an atmbute, one can also use another m-slice belonging to the owner entity. For example, in contributor.info (Figure 9) , the m-slice contributor.name is placed in the overlapping section to show that it is owned by the owner entity contributor. Note that no entity iime is used in the description of the An m-slice can also contam parts of entities other than the owner entity. Those are placed in the part of the large slice that does not overlap with the owner entity. For example, notice how in Figure 10 the m-slice issue-dale is nested in article.bib-citation. Since it is not part of the owner enhty article, its prlmihve indicates both its owner entity, issue, as well as the slice's name, date. In many cases, m-slices contain just one attribute. To make their notation smple we use a shorthand notation, depicted in Figure 13 .
Whenever we use an m-slice owned by another entity we must also specify the relationship between the two owner entities. Relationships are denoted by either a solid line for actual relationships or a dotted line for inferred relationships. The relationships always have the owner entlty of the m-slice as their source, so the lines always start from the owner entity's border. An example of an actual relauonship in article.bib-citation is in-issue while an example of an inferred relationship is injournal.
M-slices can also combine different access structures such as indxes. When an index is used, the relationship on which the index is based is indicated by the usual straight or dotted line. When designing the hypermedia application, however, it is necessary to indicate the information to be used as the content of the index in the m-slice. Therefore, two lines are used to connect the index with its content slice (Figure 11 ). Whether it's another m-slice or a single attribute, this information determines what will be used as the actual content of the m-slice based on the relationship that the index represents.
represents the relationship written-by. This relationship has, as its source, the entity article and, as its target, the entity contributor. The content of the index is the contril>utor.name m-slice which is connected to the index by two lines.
In some cases, m-shes contain attributes that belong not to entities but to relationships. Thus, relationships can also own m-slices. For example, in article.bib-citation, seen in Figure 10 , pages is an attribute of the relationship injssue (between the enuties article and issue). In cases such as this one, the attribute (or m-slice) is connected by a solid line to the relationship that owns it.
In many cases, an m-slice is used as an anchor of a hyperlink to another n-slice. Such a link is shown by an arrow that crosses the border of the m-slice. In First, let us take a look at Often, we need to place a hyperlink in an m-slice that does not use information from the domain of the application. For example, we may want to use a fixed text or an image as a button that can be activated to open another page. We therefore need some primitive to serve as a placeholder. We call this placeholder an empty slice and its graphical notation is shown in Figure 12. 
M-slice language definition
the simplest construct, the long name of the joumal, "Journal of Management Information Systems". This is an attribute of an entity, journal, related by a relation, injournal. The syntax for this is as follows:
[relation] +
<entity>. <slice>
The merits of a program specification language are : (a) it provides precise definition and @) it is executable. We illustrate the programming notation with several examples. A full description of the language is given in [5]. Let's build the artEcle.bib-citation m-slice, starting with the simpler elements.
As with any m-slice definition, we have the initial m-slice structure, as follows:
It is important here to note that in its simplest form, an m-slice contains a single attribute. In those cases, we use the attribute's name as a shorthand notation for the m-slice. In this way we avoid having to define all singleattribute m-slices. Here, the code is as follows:
where longname is the only attribute used by the m-slice.
Next 
end;
For a full description of the programming constructs, we refer the reader to [SI.
Related Work
The research we presented here is based on the original RMM methodology introduced by Isakowitz, Stohr and P. Balasubramanian [I] , which describes a simple approach to the design of slices. However, as we noted, this approach is limited in many respects, particularly the ability to produce useful screens. More complex kinds of RMM slices were presented by V. Balasubramanian 1996) , is similar to the m-slices described here. Although OOHDM has a programming-like language to describe navigational class schemas, it lacks a graphical notation. A key difference is that while m-slices focus on owner entities as the source of the information needed to populate the application, OOHDM's navigational class schemas lack a notion of ownership. Hence, they can be neither easily nested nor reused via relationships.
Summary
We described the RMM limitations we encountered in developing the MIS website. Specifically, these were the inability to define the content of anchors and the inability to cluster elements from different entities. These limitations led to the development of some powerful extensions to RMM.
M-slices are a very powerful element of RMM. They allow a precise definition of information elements to be presented to the user while hiding (a) details -which are encapsulated in other m-slices, and (b) elements of the user-interface. We devised a graphical notation and programming language to facilitate the design and implementation of M-slices. The extensions described in this article prove useful for the design of and arbitrarily complex hypermedia applications in a rigorous and structured fashion.
to be consistent with the RMM process and notation so that they can be seamlessly integrated with existing hypermedia design software tools such as RM-CASE [ 3 ] .
The m-slice enhancement to RMM can provide the necessary power and flexibility to RM-CASE necessary for the design of complex hypermedia applications. At the The extensions we provide here have been developed same time it ensures that the applications are wellstructured and easy to maintain.
