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1 Domain Information
Our case study aims at modeling component-based software architectures and
speciﬁcation of applications with mobile soft- and hardware. We recognized
typical problems in this domain for which visual modeling techniques provide
solutions. For example, a component-based approach is intuitive if visual mod-
eling techniques are applied. Moreover, interactions in a distributed system
are easy to comprehend when using visual techniques.
In order to solve these problems, we applied standard UML techniques.
Additionally, an extension was introduced and applied: A component frame-
work based on UML packages.
This case study is part of the DFG priority programme ”Integration of Soft-
ware Speciﬁcation Techniques for Applications in Engineering”. It has been
worked out in the sub-project IOSIP (Integration of object-oriented software
speciﬁcation techniques and their application-speciﬁc extension for industrial
production systems on the example of automobile industry) jointly by Insti-
tute for Software Engineering and Theoretical Computer Science (ISTI) at
the Technical University of Berlin, Institute of Industrial Manufacturing and
Management (IFF) at the University of Stuttgart and Fraunhofer Institut fu¨r
Produktionstechnik und Automatisierung (IPA).
2 Information on the Case Study
The case study speciﬁes the control software for automated guided vehicles
that realize the material ﬂow in a reconﬁgurable production system. An ex-
ample of such a production system was speciﬁed in [1]. Tool machines (milling
and washing machines) process workpieces, and so-called holonic automated
guided vehicles (H-AGVs) carry these workpieces from one machine or stock to
another after they negotiated about such transports with each other, without
a centralized control system. A possible conﬁguration of such a production
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Fig. 1. The layout of the production system
system is shown in ﬁgure 1. The requirements for such a system are described
in great detail in [1].
The production system using autonomous vehicles has been laid out by
engineers of the IFF and the IPA, who have large experience with production
automation systems, especially in the automobile industry. Thus, we have a
realistic and representative production scenario.
These engineers also decided to use UML techniques that are well-known
to software engineers but are quite new in the area of engineering. Thus, the
used techniques are new but realistic for our purpose.
Speciﬁc problems demonstrated by our case study include designing soft-
ware components in an embedded system and communication issues in a
distributed system. We also tried to support system evolution by using a
component-based software design.
In the following, we sketch how we proceeded and which techniques were
used. As a ﬁrst step, a simple information model was developed, depicted
as a UML class diagram (without specifying variables and methods). Based
on scenarios mentioned in [1], a use case model was developed. The entities
recognized in the information model are interacting subsystems, and were
identiﬁed as actors. Each of the use cases was reﬁned by activity diagrams that
describe the scenarios more detailedly, where actions and transition guards are
described in natural language. Parallel to the development of these diagrams
a glossary with all important terms and their abbreviations was developed.
From the use cases of the analysis model describing the essential behavior
of an H-AGV, we derived the interfaces of the system’s components. Further
on we had to determine the requirements of each component, which gave us
a ﬁrst idea of the dependencies between components within the initial system
architecture.
Unfortunately, the standard UML-component concept provides no ade-
quate notion to express abstract properties and requirements of a component
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Fig. 2. A component’s structure
as needed in our case study. Therefore, we have introduced a new compo-
nent concept for UML, according to the general consensus in software engi-
neering to have explicit import and export interfaces, called provisions and
requirements in our approach. Hence, a component is given by three UML-
packages, the body package and the other two, stereotyped by “Provisions”
respectively “Requirements”. The requirements-package contains classes, with
further speciﬁcations (e.g. state charts) of the methods in the classes, that the
environment of the component has to realize to enable the component to ful-
ﬁll its functionality. This functionality is speciﬁed in the provisions-package.
Classes and further speciﬁcations describe what the component oﬀers to its
environment. The remaining body-package contains the concrete realization
(or more exactly a speciﬁcation of the realization) of the provisions by using
the requirements.
More information on the case study can be found in [2,3].
3 Open Problems
In the context of this case study, a component-based approach was chosen in
order to support system evolution, but it still has to be examined, to what
extent our new component concept is suitable.
Another aspect that has to be worked out in more detail is system assem-
bly. Especially component instantiation and initialization as well as compo-
nent interconnection are fundamental needs and have to be covered by such a
component concept.
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