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U današnjemu svijetu gotovo da nema osobe koja nije zaigrala videoigru barem 
jednom u životu. Industrija videoigara gospodarski je sektor uključen u razvoj, marketing 
i monetizaciju videoigara. Obuhvaća velik broj radnih disciplina, a njezini sastavni 
dijelovi zapošljavaju tisuće različitih ljudi širom svijeta. Ista ta industrija na globalnoj 
razini vrijedi više od 100 milijardi dolara, dok je naprimjer filmska industrija, koja je iz 
slične „entertainment“ kategorije, vrijedna oko 40 milijardi dolara. Vrijedi spomenuti 
da je industrija videoigara jedna od najbrže rastućih industrija u svijetu. 
Što se tiče igrača, oni su kao i industrija jednako rastući pojam. Oko 54 % igrača čini 
mušku populaciju, a oko 46 % žensku populaciju što su poprilično ujednačene brojke. 
Ženska populacija više je usmjerena na igranje igara na mobilnim uređajima, dok su 
muškarci više okrenuti tradicionalnijemu pristupu, odnosno igranju na konzoli i 
računalu. Danas su najveće platforme za igranje i kupovinu igara Sonyjev „Playstation“, 
Microsoftovi „Xbox“ i „Steam“ na računalima te Googleovi „Play i „Apple AppStore“ 
na mobilnim uređajima. Činjenica je da su najveće igrače platforme zapravo one na 
mobilnim uređajima koje ni nisu primarno stvorene radi igranja igara. Danas se sve više 
ljudi okuša u igranju „multiplayer“ igara koje omogućuju igranje protiv drugih ljudi, a 
mnoge takve igre imaju i kompetitivne modove pomoću kojih se ljudi natječu na vrlo 
visokim razinama. Kompetitivne videoigre polako se integriraju i u sport s nazivom „E-
sports“, a neke su od najpoznatijih „Overwatch“, „League of Legends“, „Dota 2“, 
„CounterStrike“, „Rocket League“ i „Fortnite“. 
Za izradu videoigara na tržištu postoji nekoliko besplatnih no odličnih pokretača. 
Neki su od njih „Unity“, „Unreal Engine“ i „GameMaker: Studio“. Za izradu ovoga 
rada korišten je „Unity“ čije će značajke, posebnosti i mogućnosti biti predstavljene. Uz 
spomenuti pokretač bit će prikazane i neke od mogućnosti aplikacija kao što su 
Microsoftov „Visual Studio“, „Blender“ ili program za 3D modeliranje i „Adobe 
Photoshop“ ili program za manipulaciju slike. 
 
Ključne riječi: videoigra, industrija, igrač, platforma, „E-sport“, „multiplayer“, 
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1. Uvod 
Izrada videoigre multidisciplinarna je znanost. Do prije petnaestak godina za izradu i 
plasiranje videoigre na tržište bili su potrebni ljudi raznih vještina. Digitalizacijom svijeta 
i pojavom raznih alata, od kojih su mnogi besplatni, danas videoigru može izraditi jedna 
osoba samostalno. Naravno, jedna osoba ne može se uspoređivati s većim timovima koji 
su sposobni napraviti duboko i kompleksno iskustvo. No dobro osmišljene jednostavne 
igre mogu biti jednako uspješne kao i one kompleksne jer osobi za samostalan rad 
svejedno trebaju jednake vještine kao i one koje posjeduju ljudi koji rade u timu. 
Spomenute vještine mogu se podijeliti na nekoliko područja, a to su razvoj, marketing i 
monetizacija. Ovaj rad primarno je orijentiran na razvoj igre. U razvoj se ubraja 
programiranje, izrada 2D i 3D vizuala te izrada zvuka. Programerski dio razvijat će se u 
programu „Visual Studio“, izrada 2D vizuala u programu „Photoshop“, izrada 3D vizaula 
u programu „Blender“, a na kraju će se sve objediniti u jedan proizvod ili igru pomoću 
„Unity“ pokretača.  
Igra koju opisuje ovaj rad pripada „Rail Shooter“ žanru. Žanr je to koji kontrolira 
kretanje igrača po već određenoj ruti, ali mu isto tako daje relativno restriktivnu 
mogućnost kretanja. Potječe iz devedesetih godina prošloga stoljeća, a igra kojom je 
inspiriran ovaj rad uspješnica je veterana industrije Nintenda. Naziva se „Star Fox“, a 
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2. Cilj rada 
Cilj je ovoga rada izrada igre „Rail Shooter“ žanra čime će se prikazati moć 
tehnologije koja se danas pojavljuje na tržištu, i to besplatno. Korištenjem spomenute 
tehnologije bit će prikazan moderan način izrade videoigara. Igra će se moći igrati 
standardnim PC-jevim upravljanjem na tipkovnici, a podržavat će i alternativne načine 
igranja pomoću takozvanih kontrolera. Spomenuta značajka učinit će igru spremnom za 
različite platforme koje su u današnjemu svijetu videoigara neizbježne. Cilj je rada, dakle, 
korisniku igre omogućiti ili stvoriti ugodno iskustvo igranja s već viđenim standardima u 
igračemu svijetu, a čitatelju ovoga rada dati uvid u način postizanja takvoga iskustva. 
Čitatelj će dobiti uvid u rad s raznim alatima koji se upotrebljavaju čak i na profesionalnoj 
razini te u način izrade igre koju igrači žele igrati. Igra će imati standardne značajke kao 
što su brojanje bodova, životi u obliku vremena, neprijatelji, mogućnost umiranja i razne 
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3. Programski alati 
U ovome dijelu bit će opisani programski alati koji se koriste u svrhu izrade ovoga 
završnog rada, a to su „Adobe Photoshop“ za 2D dijelove igre, „Blender“ za izradu 3D 
modela, „Microsoft Visual Studio 2017.“ za programski dio igre i na kraju sam pokretač 
koji objedinjuje sve resurse u jednu cjelinu ili nešto što nazivamo igrom.  
3.1. „Adobe Photoshop“ 
„Adobe Photoshop“ program je za manipulaciju slike. Razvila ga je tvrtka „Adobe 
System“ za Windowsova i MacOS-ova računala, ali postoje i laganije verzije za 
prijenosne uređaje kao što su tableti i mobilni uređaji. Photoshop je danas dio Adobeove 
pretplatničke usluge „Adobe Creative Cloud“. [2] Tim se alatom koriste digitalni 
umjetnici, vizualni dizajneri, dizajneri korisničkoga sučelja, fotografi i mnogi drugi. U 
tim je područjima danas postao neizbježan standardni program. U svijetu videoigara 
koristi se za takozvani concept art ili konceptualni prikaz vizualnoga pripovijedanja priče 
i za stvaranje ostalih 2D resursa potrebnih za videoigre. Neke su od mogućnosti koje nam 
nudi taj alat rad s više slojeva, spremanje u raznim formatima koji podržavaju kompresiju, 
spremanje u formatima bez gubitka kvalitete i mnoge druge. Zadano proširenje 
Photoshopa jest .psd, a spremanje u takav format omogućuje nam rad sa značajkama toga 
programa i nakon što smo ga pauzirali ili ugasili. Spomenuti program jedan je od najboljih 
na tržištu u svojoj kategoriji. Iako je prije nekoliko godina bio poprilično skup, danas nam 
već prije spomenuta pretplatnička usluga nudi mjesečno ili godišnje plaćanje te je na taj 
način program postao dostupniji prosječnomu korisniku. [3] 
3.2. „Blender“ 
„Blender“ je besplatni open-source alat za 3D modeliranje računalne grafike. 
Program je razvio „Blender Foundation“ 1998. godine. [4] Može se koristiti u svrhu 
izrade animiranoga filma, vizualnih efekata, umjetnosti, 3D modela i za izradu 
videoigara. Iako je besplatan, Blender posjeduje sve mogućnosti raznih plaćenih 
programa za 3D modeliranje, a te su mogućnosti teksturiranje, slaganje UV mapa, 
uređivanje rasterske grafike, namještanje i pravljenje „kože“, simulacija tekućina i dima, 
simulacija čestica, skulpturiranje, animiranje, renderiranje, editiranje videa itd. Iako je taj 
program star više od 20 godina, i danas dobiva redovne nadogradnje. Njegovu 
kompletnost prepoznalo je nekoliko milijuna korisnika, a rezultat je toga mnogo raznih 
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besplatnih online tečajeva za usavršavanje vještina koje su potrebne za rad u 
spomenutome programu. 
3.3. „Visual Studio“ 
„Visual Studio“ integrirano je razvojno okruženje koje je osmislila i razvila tvrtka 
„Microsoft“. To okruženje koristi se za razvoj računalnih programa, web stranica, web 
aplikacija, mobilnih aplikacija i još mnogo toga. Microsoft svoje razvojno okruženje nudi 
u nekoliko paketa, od kojih je jedan od njih besplatan za korištenje. Visual Studio 
podržava 36 različitih programskih jezika i kontrolira pogreške za gotovo bilo koji 
programski jezik pod uvjetom da postoji specifična jezična usluga. Mnogi razvijači složit 
će se da je spomenuta okolina jedna od najboljih na tržištu, a kao takva odlično radi s 
Unityjevim pokretačem. [5] 
3.4. „Unity“ 
„Unity“ je cross platformski pokretač za izradu videoigara. Razvila ga je  tvrtka 
„Unity Technologies“. Inicijalni izlazak toga pokretača na tržište bio je 2005. godine. 
Dostupan je na svim većim računalnim platformama kao što su „Windows“, „macOS“ i 
„Linux“. Unity se može koristiti za izradu dvodimenzionalnih igara i trodimenzionalninh 
igara te za izradu virtualne i proširene stvarnosti. Pokretač je usvojen u industrijama izvan 
videoigara kao što su filmska industrija, automobilska industrija, arhitektura, strojarstvo 
i konstrukcije. Unity nudi primarni API za skriptiranje u C# programskomu jeziku, razne 
plug-inove i drag and drop funkcionalnosti. Tijekom prvih deset godina kao plaćena 
verzija ili proizvod Unity se prodavao jednokratno. U 2016. godini korporacija je 
promijenila politiku prodaje u model pretplate. Taj alat dostupan je u dvama oblicima 
usluge, plaćenoj i besplatnoj licenci. Besplatna licenca namijenjena je osobnoj upotrebi 
ili manjim tvrtkama koje godišnje zarađuju manje od 100 000 američkih dolara. Plaćene 
pretplate temelje se na prihodima od igara kojima se koristi spomenuti pokretač. U slučaju 
Unityja postoji i trgovina „Unity Asset Store“ na kojoj kreatori sadržaja mogu razvijati i 
prodavati korisničku imovinu. Trgovina korisničke imovine pokrenuta je 2010. godine, a 
do 2018. godine ostvarila je približno 40 milijuna preuzimanja. [6] 
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3.4.1. Najpoznatije igre 
„Hearthstone“, kartašku igru dostupnu na nekoliko platformi, napravila je jedna od 
najvećih kompanija iz industrije videoigara „Blizzard-Activision“. „Temple Run“, jednu 
od najvećih uspješnica na mobilnome tržištu ikad, razvila je tvrtka „Imangi Studios“. U 
Unityju su još radile i tvrtke kao što su „Ubisoft“ s igrom jedne od njihovih najvećih i 
najpoznatijih franšiza „Assassin’s Creed: Identity“ te „Square Enix“ sa studiom „Eidos 
Montreal“ igru iz veoma poznate franšize „Deus Ex“. [6] 




4. Windows PC 
5. Universal Windows Platform 
6. Linux 
7. WebGl 
8. Playstation 4  
9. Xbox One 
10. Nintendo 3DS 
11. Oculus Rift 
12. Google Cardboard 
13. Steam 
14. Playstation VR 
15. Gear VR 
16. Windows Mixed Reality 
17. Daydream 
18. Android TV 
19. tvOS 
20. Nintendo Switch 
21. Apple ARkit 
22. Google ARcore 
23. Vuforia 
[6] 
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4. Što je to game desing? 
Dizajn videoigara široko je područje. Oličenje je područja računalne znanosti ili 
programiranja, kreativnoga pisanja i grafičkoga dizajna. Dizajneri igara jedni su od 
glavnih u kreativnome dijelu te industrije. Oni zamišljaju i oživljavaju svijetove 
videoigara. Možemo reći da je game design umjetnost primjene dizajna, estetike i raznih 
pravila u videoigrama, a primjenjuje se u sve više interaktivnih područja u obliku 
gamifikacije. Dizajn igre stvara ciljeve, pravila i izazove u definiranju igre koje proizvode 
poželjnu interakciju među sudionicima, a možda i gledateljima. 
Postoje elementi dizajniranja igara, bilo računalnih ili fizičkih, koje je moguće igrati 
vani i s prijateljima. Primjeri u kojima je primjenjen game design su, uz računalne igre, 
još i sportske igre i igre na ploči, to jest prisutan je u svim postojećim igrama. Jedan je od 
elemenata „Alati igre“, a najpopularniji je primjenjeni alat najčešće lopta kod sportskih 
igara, minijature, kockica i kartice kod igara na ploči i naravno računalo kod raznih 
digitalnih igara. Mnogi alati kod igara zapravo su tokeni ili predstavljaju nešto drugo. 
Jedan je od važnijih elemenata još i „Razvijanje pravila“ kojemu samo ime govori svrhu. 
Ostali su elementi dizajna igara: „Priča“, „Sreća i strategija“, „Single or Multiplayer“. 
4.1.„Planet Assault“ 
Ime igre koja se spominje u ovome radu jest „Planet Assault“. Samo je ime već 
naznaka tematike i priče u kojoj se zli vanzemaljci spuštaju i koruptiraju igračev planet. 
Cilj je igrača uništiti što više nepoznatih letećih objekata koji se trenutno nalaze na tome 
planetu. 
4.1.1. Dizajn igre „Planet Assault“ 
U ovome dijelu prikazat će se kako je dizajnirana igra „Planet Assault“, kakvi su 
odnosi između igrača i ostalih aktera u igri te glavna priča igre. 
4.1.1.1. Priča 
Zli vanzemaljci spuštaju se na planet koji pokušavaju preuzeti. Jedini tko može spasiti 
taj planet igrač je koji ima natprosječnu sposobnost pilotiranja letjelice. Postavlja se 
pitanje hoće li igrač uspjeti spasiti planet od zlih vanzemaljaca. 
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4.1.1.2. Glavni akteri u igri 





5. Municija  
4.1.1.3. Osnovna pravila igre 
Osnovna su pravila igre: 
1. Uvjet pobjede: igrač mora bez umiranja doći do cilja i skupiti što više bodova 
2. Igrač može umrijeti ili s istekom vremena, ili doticajem s neprijateljima, ili 
okolinom 
3. Igrač skuplja bodove prilikom uništenja neprijatelja 
4. Igrač ima određeni broj metaka ili municije na početku 
5. Igrač može povećati vrijeme i municiju prikupljanjem resursa po mapi 
4.1.1.4. Vizualni prikaz dizajna igre 
 
Slika 1. – Dizajn igre, teren, vremenska crta, neprijatelji 
Izvor: Autor 
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5. Proces izrade videoigre 
U ovome poglavlju bit će prikazan proces izrade „Rail Shooter“ igre, realizacija klasa 
ili razreda u programskome kodu, osnovni koncept vremenske crte i kretanja igrača te 
suradnja između raznih programskih alata. 
5.1. Izrada 2D vizuala u alatu „Adobe Photoshop“  
U alatu „Adobe Photoshop“ izrađeni su početni zaslon i elementi korisničkoga 
sučelja. U procesu izrade  resursa poslije ubačenih u igru korišteni su Photoshopovi alati 
kao što su filteri i galerija filtera, rad s više slojeva, postavke za manipulaciju bojama, 




Slika 3.,  4.,  5. – Korisničko sučelje metci, sat i početni zaslon 
Izvor: Autor 
5.2. Izrada 3D modela u programu „Blender“ 
U svrhu ovoga rada i demonstracije programa „Blender“ izrađeni su neki od modela 
koji se nalaze u igri. Za izradu tih istih modela korištene su osnovne funkcionalnosti i 
alati. Blender je jedan od najkompletnijih programa na tržištu 3D softwarea. Iako je 
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besplatan, neophodan je za svakoga tko se bavi izradom računalnih igara. Neke su od 
mogućnosti koje su korištene prilikom izrade modela skaliranje, rotiranje, istiskavanje, 





Slika 6. i 7. – Izrada modela u programu „Blender“ 
Izvor: Autor 
5.3. Izrada igre u „Unity“ pokretaču i programski kod 
U izradu igre u Unityjevu pokretaču ubraja se kreiranje projekta, programski kod, 
korištenje raznih alata koje nam omogućuje i korištenje Unityjeve trgovine resursa. 
5.3.1. Unityjev „Asset Store“ 
Unityjeva trgovina resursa ili „Asset Store“ dom je rastuće biblioteke besplatnih i 
komercijalnih resursa koju su stvorili kreatori pokretača, ali i njihova zajednica. U toj 
trgovini dostupna su razna sredstva koja obuhvaćaju sve, od tekstura modela i animacija 
do cijelih primjera projekata, tutoriala i proširenja samoga pokretača. Trgovini resursa 
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može se pristupiti direktno iz pokretača. Resursi iz te trgovine mogu biti plaćeni ili 
besplatni. Da bismo pristupili toj trgovini, moramo proći sljedeći niz: 
Window > General > Asset Store iz glavnoga izbornika u pokretaču. Prilikom prvoga 
posjeta može se kreirati besplatni korisnički račun koji nam omogućava prijavu u trgovinu 
te nam na taj način pomaže pri vođenju evidencije već korištenih resursa.  
 
 
Slika 8. – Unityjev „Asset Store“ ili trgovina resursa 
Izvor: Autor 
5.3.2. Kreiranje Unityjeva 3D projekta 
Kod pokretanja Unityjeva pokretača prikazuje se takozvani Home Screen. Ako ne 
postoje kreirani projekti na računalu na kojem je on pokrenut ili se Unity otvara prvi put, 
Home Screen prikazuje Learn karticu. Iz spomenute kartice može se pristupiti raznim 
tutorialima i resursima za učenje koji su odličan izvor znanja za početnike. Na zaslonu 
još postoji i Projects kartica koja nam prikazuje projekte ako su oni kreirani. U gornjemu 
desnom kutu zaslona nalazi se tipka za kreaciju novoga projekta New. U prozoru za 
kreiranje novoga projekta postoje razne startne postavke koje korisnik može uključiti u 
svoj projekt. 
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Slika 9. – Proces kreiranja projekta 
Izvor: Autor 
5.3.3. Igrin teren 
Da bismo dodali objekt „teren“ u scenu, moramo slijediti put: GameObject > 3D 
Object > Terrain. Taj postupak također dodaje odgovarajuću imovinu terena u prikaz 
projekta. Prilikom dodavanja novoga terena, on je u početku velika ravna ploha, a Unity 
nudi razne alate za promjenu toga. Mogućnosti su, koje dolaze uz spomenutu 
funkcionalnost, stvaranje pločica terena, teksturiranje i bojanje terena, dodavanje drveća, 
dodavanje pojedinosti kao što su trava, cvijeće i stijene te promjena općih postavki za 
odabrani teren. 
 
Slika 10. – Unityjevi alati za izradu i manipulaciju terena 
Izvor: Autor 
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Slika 11. – Igrin teren nakon korištenja alata 
Izvor: Autor 
5.3.4. Nebo ili Skybox 
Skyboxovi su omot oko cijele scene koja pokazuje kako svijet izgleda izvana. Oni se 
prikazuju oko cijele scene kako bi stvorili iluziju kompleksnoga horizonta. Nebo 
korišteno u toj igri prvi je resurs s već spomenute trgovine resursa. Postoje dva načina 
prikaza neba, jedan pomoću teselirane sfere, a drugi, koji se ujedno i koristi u tome 
projektu, prikaz je kutije sa šest različitih tekstura. Da bismo dodali nebo u igru, slijedimo 
put: Component > Rendering > Sykbox.  
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Slika 12. – Prikaz neba u pokretaču 
Izvor: Autor 
5.3.5. Platno ili Canvas 
Platno je područje predviđeno za upravljanje korisničkim sučeljem. Svi elementi 
korisničkoga sučelja moraju biti „djeca“ objekta koji sadrži istoimenu komponentu 
Canvas. Postoje mnogi elementi koje možemo dodati, a neki su od njih slike, tipke, ploče. 
Za dodavanje novoga elementa na platno potrebno je slijediti put: GameObject > UI > ... 
Ako ne postoji platno na sceni prilikom dodavanja novoga elementa, ono će se automatski 
stvoriti. Za interakciju između korisnika i platna koristi se Unityjev sustav događaja 
EventSystem. Poredak crtanja na spomenutome elementu ovisan je o poziciji u hijerarhiji 
objekta. Ako je objekt viši na poziciji, iscrtat će se prije. Postoje tri načina iscrtavanja 
platna. To su Screen Space – Overlay koji iscrtava objekte na vrhu poretka sortirnih 
slojeva, Screen Space – Camera koji iscrtava platno ovisno o položaju i rezoluciji kamere 
te World Space način iscrtavanja koji se ponaša kao i ostali objekti na sceni. U tome 
projektu platno je korišteno gotovo u svim scenama, a jedan je od glavnijih dijelova igre 
informacija koju ono šalje prema korisniku te na taj način poboljšava iskustvo igranja.  
 
 
Slika 13. – Platno „Screen Space – Overlay“ 
Izvor: Autor 
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Slika 14. i 15. – Platno u igri i u glavnome izborniku 
Izvor: Autor 
5.3.6. Dodavanje igrača u scenu 
Kao prvi korak kreiranja igrača bio je dodavanje 3D modela koji je skinut preko 
trgovine resursa. Na njega su dodani i ostali objekti „djeca“ u obliku čestica kreirani uz 
pomoć Unityjeva alata Particle System. Spomenuti objekti koristit će se kao puške na 
igračevoj letjelici, kao vatra koja izlazi iz letjelice i kao eksplozija prilikom umiranja 
igrača. 




Slika 16. – Igračeva letjelica u sceni i prikaz hijerarhije 
Izvor: Autor 
Na igrača je dodana skripta PlayerController koja je ujedno i glavna logika igre. 
Skripta upravlja brzinom kontroliranja igrača, postavlja restrikcije kako igrač ne bi mogao 
odletjeti van područja igre, uključuje i isključuje pucanje prilikom pritiska tipke itd. Kako 
bi vrijednosti na igraču bilo moguće manipulirati, korišten je [SerializeField] koji 
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omogućava pristup privatnim podatcima preko pokretača. Isto tako korištena je i funkcija 
OnTriggerEnter() koja izvrši neku akciju prilikom susreta igračeva objekta s trigger 
objektima, Mathf.Clamp(float value, float min, float max) funkcija kojoj proslijeđujemo 
parametre te na taj način ograničavamo kretanje igrača i mnoge druge funkcije iz 
Unityjeve API kolekcije. Spomenuta skripta još brine o resursima na koje igrač mora 
obratiti pažnju (municija i vrijeme) i pokreće sekvencu umiranja te na taj način 
komunicira s ostalim skriptama u igri. 
 
Slika 17. – Izgled „PlayerController“ skripte iz Unityjeva pokretača 
Izvor: Autor 
5.3.6.1. Programski kod koji omogućava kretanje igrača 
Kod koji omogućava kretanje igrača izračunava koliko se igrač mora pomaknuti po 
horizontalnoj i vertikalnoj osi da bi odgovaralo ulaznoj akciji igrača. Da bi to bilo 
moguće, skripta prima vrijednosti CrossPlatformInputManagera koji omogućava više 
načina kontroliranja u igri u obliku raznih kontrolora s različitih platformi. 
private void ProcessTranslation() 
    { 
        xThrow = CrossPlatformInputManager.GetAxis("Horizontal"); 
        yThrow = CrossPlatformInputManager.GetAxis("Vertical"); 
  
        float xOffset = xThrow * controlSpeed * Time.deltaTime; 
        float yOffset = yThrow * controlSpeed * Time.deltaTime; 
  
        float rawXPosition = transform.localPosition.x + xOffset; 
        float rawYPosition = transform.localPosition.y + yOffset; 
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        float clampedXPosition = Mathf.Clamp(rawXPosition, -
xRange, xRange); 
        float clampedYPosition = Mathf.Clamp(rawYPosition, -
yRange, yRange); 
  
        transform.localPosition = new Vector3(clampedXPosition, clampedYPos
ition, transform.localPosition.z); 
    } 
 
 
5.3.6.2. Programski kod koji omogućava pucanje 
Programski kod koji omogućava pucanje dio je programskoga koda koji dohvaća 
podatke s već prije spomenutoga CrossPlatformInputManagera nakon ulazne akcije 
igrača. Ako igrač još uvijek nije potrošio svu municiju, uključuje pucanje, a svaku 
sljedeću sličicu ažurira podatak o stanju municije. 
void ProcessFiring() 
    { 
        if (CrossPlatformInputManager.GetButton("Fire") && bulletCount > 0) 
        { 
            SetGunsActive(true); 
            bulletCount--; 
            bulletCountCanvas.GetComponent<Text>().text = bulletCount.ToStr
ing(); 
  
            ChangeColor(bulletCountCanvas, bulletCount, 200); 
  
  
        } 
        else 
        { 
            SetGunsActive(false); 
        } 
        
 
5.3.6.3. Programski kod kod interakcije igrača i prikupljanje resursa 
Interakcija igrača i prikupljanja resursa izvedena je pomoću Unityjeva sustava 
označivanja tag. Ako igrač pokupi jedan od resursa, resurs vraća vrijednost svoje oznake 
i ako se ona poklapa s referenciranom oznakom, izvrši se odgovarajući kod. U tome dijelu 
koda također se koristi Unityjev sustav detekcije kolizije ili trigera. 
private void OnTriggerEnter(Collider other) 
    { 
        if (other.tag == "timePlus") 
        { 
            time = 31; 
            TimeUpdate(); 
            Destroy(other.gameObject); 
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            ChangeColor(timeCanvas, time, 10); 
        } 
        if (other.tag == "bulletPlus") 
        { 
            bulletCount += 200; 
            bulletCountCanvas.GetComponent<Text>().text = bulletCount.ToStr
ing(); 
            Destroy(other.gameObject); 
            ChangeColor(bulletCountCanvas, bulletCount, 200); 
        } 
    } 
 
 
Slika 18. – Izgled prikupljivih resursa u igri 
Izvor: Autor 
5.3.6.4. Univerzalno kontroliranje igrača na različitim platformama 
Kako bi igra bila kompatibilna s različitim platformama, potrebno je riješiti problem 
kontroliranja igrača. U Unityjevu pokretaču postoji mjesto za upravljanje kontrolama, a 
da bismo mu pristupili, potrebno je slijediti put: Edit > ProjectSettings > Input. Input nam 
omogućava pristup iz programskoga koda preko klase ili razreda CrossPlatformInput 
manager, a zbog takve mogućnosti potrebno je pisati samo jedan dio koda za 
kontroliranje koji će biti spreman za rad na svim podržanim platformama. 
 
Slika 19. – Postavke ulaznih podataka „Input Manager“ 
Izvor: Autor 
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5.3.7. Zvuk  
Zvuk u pokretaču, a ujedno i toj videoigri, izveden je pomoću komponente 
AudioSource. Jedna od zanimljivijih i naprednijih značajki u pokretaču mogućnost je 
korištenja zvuka u 3D okruženju. To znači da se igrač može približavati ili udaljavati od 
zvuka kao i u svakodnevnome životu. Da bismo reproducirali 3D zvukove, na sceni je 
potreban i objekt koji sluša takav zvuk ili AudioListener. Na komponenti AudioSource 
moguće je pustiti jedan ili više zvukova koji se nazivaju AudioClip koristeći funkcije kao 
što su Play(), Pause() i Stop(). Spomenuta komponenta nudi i manipulaciju glasnoće te 
puštanje više klipova odjednom uz pomoć funkcije PlayOneShot(). Kompnenta nudi 
mogućnost manipulacije početnoga vremena, mogućnost petlje ili ponavljanja zvuka.  
 
 
Slika 20. – Komponenta za zvuk u videoigri 
Izvor: Autor 
U toj je videoigri zvuk izveden na način da se ponavlja iz scene u scenu bez prekida 
sviranja. To je ostvareno pomoću programskoga koda namjenjenoga samo za zvuk toga 
projekta. Iako prije spomenute komponente nude razne funkcije za manipulaciju zvuka, 
novokreirana komponenta ostvarena je na način na koji sprječava ubijanje objekta nakon 
prelaska iz scene u neku drugu scenu. Ista komponenta provjerava postoji li već objekt 
koji želimo zadržati jer ako ne postoji, ona kreira novi. 
private void Awake() 
    { 
        int numberOfMusicPlayers = FindObjectsOfType<MusicPlayer>().Length; 
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        if (numberOfMusicPlayers > 1) 
        { 
            Destroy(gameObject); 
        } 
        else 
        { 
            DontDestroyOnLoad(gameObject); 
        }} 
 
 
5.3.8. Bodovi ili ScoreBoard 
U igru je implementiran sustav bodovanja. Ako metoda iz tog sustava dobije potvrdnu 
povratnu informaciju nakon pogotka neprijatelja, povećava broj bodova i ažurira 
komponentu na objektu koji se nalazi na već prije spomenutome platnu. Platno prikazuje 
igraču trenutni broj bodova u stvarnome vremenu. Nakon završetka igre skripta 
ScoreBoard surađuje sa skriptom HighScore kako bi zajedno utvrdile je li igrač postavio 
novi rekord. 
private int score; 
 private Text scoreText; 
  
 void Start() 
 { 
     scoreText = GetComponent<Text>(); 
     scoreText.text = score.ToString(); 
 } 
  
 public void ScoreHit(int scoreIncrease) 
 { 
     score = score + scoreIncrease; 
     scoreText.text = score.ToString(); 
  





5.3.8.1. Rekord ili HighScore 
Objekt HighScoreKeeper živ je u svakome trenutku izvođenja igre kako bi uvijek 
mogao detektirati novi rekord. Skripta koja se nalazi na njemu provjerava je li postavljen 
novi rekord. Ako je, onda u varijablu HighScore sprema trenutne bodove koje je skupio 
igrač. 
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private int highScore = 0; 
private Text highScoreText; 
  
private void Awake() 
{ 
    DontDestroyOnLoad(gameObject); 
} 
  
public void SetHighScore(int score) 
{ 
    if (score > highScore) 
    { 
        highScore = score; 
    } 
} 
  
public int GetHighScore() 
{ 
    return highScore; 
} 
 
Kako bi igraču bio dostupan prikaz rekorda, programskim kodom moramo mu predočiti 
bodove koje je skupio. Za prikaz rekorda ili spomenutih bodova koristi se tekstualni 
objekt na platnu koji se mijenja pomoću sljedećega koda. 
private void DrawHighScoreOnTextcomponent() 
    { 
        int scoreToDraw = GameObject.Find("HighScoreKeeper").GetComponent<H
ighScore>().GetHighScore(); 
        Text scoreText = gameObject.GetComponent<Text>(); 
  
        scoreText.text = scoreToDraw.ToString(); 
    } 
 
 
5.3.9. Realizacija neprijatelja 
Neprijatelji u toj igri nepoznati su leteći objekti razmješteni po igrinoj mapi. 
Animirani su pomoću Timelinea ili vremenske crte koju Unity podržava. Igrač ne smije 
dotaknuti neprijatelja jer u tome slučaju umire. Neprijatelje je potrebno sklanjati s 
igračeva puta pucanjem u igrača, a ujedno se na taj način skupljaju bodovi. Objekt 
„neprijatelj“ prima nekoliko osnovnih parametara iz pokretača. Parametri koje prima 
efekti su umiranja, objekt „roditelj“, bodovi po primljenome pogotku i broj pogodaka 
koje on može primiti. S dopuštanjem mijenjanja spomenutih parametara iz pokretača 
dobivamo različite neprijatelje bez novoga koda. Programski kod na neprijateljskome 
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objektu čeka da ga pogodi čestica koja je u igri realizirana kao metak, a nakon što se to 
dogodi, ona poziva metodu sa skripte za bodovanje i ažurira ih. Nakon ažuriranja bodova, 
skripta provjerava je li neprijatelj primio dovoljno pogodaka za smrt. Ako jest, pokreće 
se metoda ubijanja neprijatelja koja instancira efekte umiranja. 




Slika 21. i 22. – Izgled neprijatelja, neprijatelji u sceni 
Izvor: Autor 
 
[SerializeField] GameObject deathFX; 
   [SerializeField] Transform parent; 
   [SerializeField] int scorePerHit = 12; 
   [SerializeField] int hits = 12; 
  
   ScoreBoard scoreBoard; 
   void Start() 
   { 
       AddNonTriggerBoxCollider(); 
       scoreBoard = FindObjectOfType<ScoreBoard>(); 
   } 
  
   private void AddNonTriggerBoxCollider() 
   { 
       Collider boxCollider = gameObject.AddComponent<BoxCollider>(); 
       boxCollider.isTrigger = false; 
   } 
  
   void OnParticleCollision(GameObject other) 
   { 
       ProcessHit(); 
  
       if (hits <= 0) 
       { 
           KillEnemy(); 
       } 
   } 
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   private void ProcessHit() 
   { 
       scoreBoard.ScoreHit(scorePerHit); 
       hits--; 
   } 
  
   private void KillEnemy() 
   { 
       GameObject fx = Instantiate(deathFX, transform.position, Quaternion.
identity); 
       fx.transform.parent = parent; 
       Destroy(gameObject);    } 
 
5.3.10. Okidači i sudari ili Triggers and Collisions 
Komponenta Collider definira oblik objekta čija je svrha detekcija fizičkih sudara. Ta  
nevidljiva komponenta ne mora biti jednakoga oblika kao i 3D objekt na koji se ona 
stavlja, već se prilagođava za što bolje iskustvo igranja. Najjednostavniji su 3D sudari 
Box Collider, Sphere Collider, Capsule Collider, a uz takve postoje i sudari za 2D igre, i 
to su Box Collider 2D i Circle Collider 2D. Pažljivim pozicioniranjem i 
dimenzioniranjem spomenuti primitivni Collideri najčešće su dobra reprezentacija 
sudara. Ako ne želimo približnu reprezentaciju sudara, nego savršenu, rabimo  Mesh 
Collider koji prepoznaje 3D objekt i ujedno napravi isti takav sustav sudara. Mesh 
Collider ima svoju cijenu koja se može vidjeti u izvođenju. Da bi došlo do sudara između  
dvaju objekata, barem jedan od njih mora na sebi sadržavati komponentu RigidBody. 
Sustav skriptiranja može otkriti nastanak kolizije i pokrenuti akciju pomoću 
OnCollisionEnter() metode. Fizika u pokretaču može se koristiti i na drugi način ili za 
jednostavno otkrivanje kada jedan sudarač ulazi u prostor drugoga bez stvaranja sudara. 
Realizacija takvih akcija vrši se pomoću objekta konfiguriranoga kao okidač ili  isTrigger 
svojstva. Tablica ispod govori nam kako interaktiraju objekti s različitim svojstvima 
kolizije. 
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 Slika 23. – Uređena tablica sustava kolizija 
Izvor: https://docs.unity3d.com/Manual/CollidersOverview.html 
Programski kod koji upravlja okidačima i sudarima u tome projektu nalazi se u skripti 
CollisionHandler. Nakon što neka skripta prepozna sudar ili okidanje, ona poziva 
odgovarajuću metodu iz te skripte. Ako se radi o sudaru s pojačanjem snage u obliku 
vremena ili municije, OnTriggerEnter() metoda u skripti daje na znanje ostalim 
metodama kako se radi o bezopasnome sudaru, a igra se može nastaviti. Ako se radi o 
opasnome sudaru, skripta to prepoznaje i pokreće metodu umiranja koja makne igrača sa 
scene, naprave scenu neaktivnom i vraćaju igrača u glavni izbornik. 
    [Tooltip("In seconds")] [SerializeField] float sceneLoadDelay = 4f; 
    [Tooltip("FX prefab on player")] [SerializeField] GameObject deathFX; 
  
    [SerializeField] GameObject timeUp; 
    [SerializeField] GameObject youDied; 
  
    void OnTriggerEnter(Collider other) 
    { 
        if(other.tag != "timePlus" && other.tag != "bulletPlus") 
        { 
            StartDeathSequence(false); 
        } 
    } 
  
    public void StartDeathSequence(bool isTimeUp) 
    { 
        SendMessage("OnPlayerDeath"); 
        transform.GetComponent<PlayerController>().MakeGameNotActive(); 
  
        MakePlayerExplode(); 
        Invoke("MakePlayerDisappear", 1f); 
  
        Invoke("ReloadScene", sceneLoadDelay); 
  
        if (isTimeUp) 
        { 
            timeUp.gameObject.SetActive(true); 
        } 
        else 
        { 
            youDied.gameObject.SetActive(true); 
        } 
    } 
  
    private void MakePlayerDisappear() 
    { 
        gameObject.SetActive(false); 
    } 
    private void MakePlayerExplode() 
    { 
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        deathFX.SetActive(true); //activating explosion 
    } 
  
    private void ReloadScene() //string referenced 
    { 
        int sceneIndex = SceneManager.GetActiveScene().buildIndex; 
        SceneManager.LoadScene("Splash Screen"); 
    } 
 
 
5.3.11. Ostali dijelovi programskoga koda 
Ostalim dijelovima programskoga koda smatraju se skripte koje ne upravljaju samom 
igrom, već detaljima koji poboljšavaju iskustvo cijeloga proizvoda. Neki su od tih detalja 
učitavanje scena, upravljanje glavnim izbornikom i drugi. 
U igri postoji skripta koja je zadužena za upravljanje učitavanja između početnih 
Splash scena na kojima se nalazi naslov i glavna slika igre. Ona radi tako da prilikom 
stvaranja objekta u početnome trenutku poziva funkciju koja će se izvršiti nakon 
određenoga broja sekundi postavljenoga iz pokretača. 
[Tooltip("In seconds")][SerializeField] float loadDelay = 2f; 
  
    void Start() 
    { 
        Invoke("LoadNextScene", loadDelay); 
    } 
  
    void LoadNextScene() 
    { 
        int sceneIndex = SceneManager.GetActiveScene().buildIndex; 
        SceneManager.LoadScene(sceneIndex + 1); 
    } 
 
 
Sljedeća skripta zaslužna je za optimizaciju igre u obliku oslobađanja memorije 
uređaja na kojemu se igra. To je izvedeno tako da se skripta pokreće na objektima koji su 
još uvijek živi, ali igrač više neće imati priliku interaktirati s njima. Oni su za daljnje 
napredovanje u igri nebitni, a uništenjem tih objekata oslobodit će se mjesto u memoriji 
što je uvijek dobra praksa prilikom izrade videoigara. Taj je dio koda jako jednostavan, 
možemo mu pristupiti iz pokretača, a ideja iza njega uništenje je objekta pomoću 
Destory() metode nakon određenoga broja sekundi od početka njegova životnog vijeka. 
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[Tooltip("In seconds")][SerializeField] float destroyTimer = 3f; 
  
 void Start () 
 { 




Dio koda za prijelaz iz scene igranja u glavni izbornik ili za izlaženje iz igre nalazi se 
na objektu koji je živ kroz sve scene igranja zahvaljujući DontDestroyOnLoad() funkciji. 
Izveden je pomoću CrossPlatformImputManagera kako bi na svim platformama radio 
jednako bez preslagivanja. Logika iza koda saznaje je li igrač pritisnuo tipku u igračoj 
sceni ili glavnome izborniku te na taj način izvršava željeni ishod. 
private void Awake() 
    { 
        DontDestroyOnLoad(gameObject); 
    } 
    void Update () 
    { 
        HandleBackButton(); 
    } 
  
    private static void HandleBackButton() 
    { 
        if (CrossPlatformInputManager.GetButtonDown("Exit")) 
        { 
            if (SceneManager.GetActiveScene().name == "Splash Screen") 
            { 
                Application.Quit(); 
            } 
            else 
            { 
                SceneManager.LoadScene("Splash Screen"); 
            } 
        } 
    } 
 
 
5.3.12. Vremenska crta ili Timeline 
Može se reći da je vremenska crta jezgreni sustav kretanja u toj igri. Najčešće se 
koristi za kreiranje filmskoga sadržaja, raznih igrivih sekvenci, audiosekvenci i izradu 
kompleksnih čestičnih efekata. Sve što je kreirano pomoću Unityjeve vremenske crte 
sastoji se od Timeline Asseta i Timeline instancea. Da bismo otvorili glavni prozor za 
uređivanje vremenske crte, potrebno je slijediti put: Window > Timeline. Urednik 
vremenske crte omogućuje nam snimanje animacije, zakazivanje animacije i stvaranje 
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novoga sadržaja. Pomoću zakazivanja animacije, realizirano je kretanje igrača i 
neprijatelja te njihov susret u točno predviđenome trenutku.  
 
 
 Slika 24. – Odnos između igrača i neprijatelja vidljiv na vremenskoj crti 
Izvor: Autor 
5.3.13. Osvjetljenje 
Kako bi znao izračunati sjenčanje 3D objekta, Unity mora znati jakost, smjer i boju 
svjetla koje pada na njega. Različiti tipovi osvjetljenja emitiraju boju koja im je zadana 
na različite načine. Tipovi svjetla dostupni u Unityjevu pokretaču su Point light koji se 
nalazi u prostoru i odašilje svjetlo u sve smjerove jednako, Spot light koji se isto tako 
nalazi u prostoru, ali ima svoje usmjerenje te Directional light koji se ne nalazi u prostoru, 
već mu se daje smjer iz kojega on svjetli na cijeli prostor. Od ostalih osvjetljenja u 
pokretaču dostupni su još i materijali koji mogu odašiljati svjetlost te osvjetljenje 
kompletne scene. Osvjetljenje cijele scene ima dodatne opcije koje služe za prilagodbu 
korisničkoga iskustva. U tome je projektu scena osvjetljena pomoću „neba“ kojemu je 
pojačan intenzitet kako bi okolina poprimila malo boje neba. Uz pomoć Lighting opcije, 
koju možemo otvoriti slijedeći put: Window > Lighting, dodana je i magla Fog slične boje 
u svrhu skrivanja daljnjega dijela staze od igrača. 
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Slika 25. i 26. – Postavke osvjetljenja okoline i dodavanje magle u igru  
Izvor: Autor 
5.3.14. Postavljanje postavaka igre i izrada izvršne datoteke Build 
Kako bi igra bila igriva na računalima, a ne samo iz editora, potrebno je izgraditi 
izvršnu datoteku za željenu platformu. Iako Unity nudi izgradnju na mnoštvu platformi, 
taj projekt bit će izgrađen u svrhu igranja na Windowsovome računalu. Neke su od 
postavki koje je moguće promijeniti za Windowsovu izgradnju ikone, rezolucija i 
prezentacija, Splash Image i druge. Dobro postavljanje spomenutih postavki može 
rezultirati boljim performansama igre, a ujedno i boljemu korisničkom iskustvu. Da 
bismo pristupili promjeni postavki, moramo slijediti put: Edit > ProjectSettings > Player 
ili pak možemo otvoriti postavke iz menadžera za izgradnju. U Build Settingsima 
potrebno je indeksirati scene koje želimo u igri kako bi pokretač znao poredak scena te 
na taj način izgradio izvršnu datoteku. 
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6. Zaključak  
Naučiti izraditi videoigru danas je lako zbog mnoštva online resursa za učenje. To ne 
podrazumijeva samo korištenje alata i programiranje već i kreativni proces koji uključuje 
stvaranje novih ideja, svijetova i priče što je jednako zabavno kao i igranje videoigara. 
Razvoj videoigara zabavan je i kreativan proces koji može povezati rad ljudi iz raznih 
područja i zanimanja. Da bismo izradili videoigru, potrebno je poznavanje raznih alata i 
raznih disciplina kao što su programiranje, dizajn igre, vizualni dizajn, izrada 3D modela 
(3D igra), izrada 2D spriteova (2D i 3D igre) itd. Postavlja se pitanje je li zbog toga teško 
izraditi videoigru. Izgraditi videoigru nije teško s obzirom na to da postoje dostupni 
besplatni alati. Dovoljno nam je osnovno znanje svih nabrojenih i nenabrojenih disciplina 
i možemo bez troškova kreirati jednostavnu i zabavnu videoigru koja će biti kompetentna 
na tržištu aplikacija. Tome u prilog ide i odličan pokretač Unity koji nam omogućava 
proces razvoja videoigre koju uz samo nekoliko sitnih promjena možemo izgraditi za veći 
broj platformi. Unity je zbog toga odličan za sve koji su tek na početku svojega puta 
razvoja videoigara, ali je i dovoljno moćan za izradu odličnih visokobudžetnih igara 
kojima imamo priliku svjedočiti. 
Industrija videoigara najveća je u industriji zabave i jedna od najbrže rastućih 
industrija u današnjemu svijetu. Ta činjenica potvrđuje nam da će s vremenom biti sve 
više prilika za ljude koji se bave jednom od disciplina koje uključuje izradu videoigara, a 
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