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Software documentation and architecture design is an important aspect of the software lifecycle and 
improvement on this has been going on for years. With the rise of Agile development, the goal is set 
to create a working system over comprehensive documentation. In this research a between-subjects 
Family of Experiments is conducted to investigate if a previously created conceptual model helps 
internal and external expert maintainers of known software systems to get a better understanding of 









Software documentation and architecture design is an important aspect of the software lifecycle. With 
the rise of Agile development, documentation is set to a minimal level in order to create a working 
system. While software engineers will remember the details of their own developments, maintainers 
and consultants may need extra information to perform maintenance and enhancements. 
A large sum of the software budget is spent on maintenance and enhancements and with a general 
lack of documentation in mind, this research investigated if a previously created conceptual model 
helps expert maintainers of known software systems to get a better understanding of the individual 
customer-specific system. This with the goal of creating a better impact analysis and clearer insights.  
Literature research pointed out that using models have a positive impact on the domain knowledge 
and the transfer of knowledge. Recommendations are widely available to use UML diagrams created 
during the design phase, for software maintenance by novice and expert maintainers.  
In a between-subject Families of Experiments with two replications, each experiment was divided in 
two parts. During the first part the participants gained information on a new system with the use of a 
UML model or text-only documentation, with the intent to get them acquainted with the system. The 
transfer of domain knowledge was tested on surface and deep understanding using multiple-choice, 
problem solving and Cloze tests. In the second part of the experiment, the focus was set on 
maintenance and enhancements of the then known system, and tested on knowledge transfer. 
The statistics revealed no significant difference between the use of a UML model or text-only on 
surface or deep understanding, either using novice or expert software engineers. There were slight 
differences detected in time and effectiveness and minor differences in experience levels. The 
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1. Introduction  
1.1. Background 
 
This research is done as a part of the curriculum for the master study Business Process Management 
& IT. Within this research, we teamed-up to investigate and answer a single research question. This 
with respect on our personal interest and perspective of the problem to adapt the research question 
and focus on a specific area.  
The main topics are concentrated on domain knowledge, conceptual models and information 
architecture. And how conceptual models contribute to documentation and knowledge transfer, 
within the software lifecycle.  
This paper was setup to reflect the research that has been done, working our way up from problem 
definition to literature research for better understanding and in-depth knowledge on the topics. 
Resulting in a refinement and a clear definition of the hypotheses, followed by further investigation 
on how the research experiment was setup, to be assessed and conducted. The statistical analysis and 




A definition which needed to be clarified was a knowledge model. In our current research area of 
Business Process Management and IT we discussed and agreed that a knowledge model is a part of an 
information architecture (IA). In this we adhere that the conceptual model, with enough detail and 
clarity, is used to define and communicate the information and requirements of the IA domain with 
the stakeholders, analysts and designers in order to get a shared understanding and knowledge of the 
domain (Gemino & Wand, 2005). Examples of such models are OWL, data models and UML class 
diagrams which describe concepts or entities, relations and semantic constraints. Whereas models 
with a time component like state or sequence diagrams, petri-nets, behavioral and enterprise models 
are no conceptual models (Aljumaily, Cuadra, & Laefer, 2019). 
Within the software lifecycle, the general phases are requirements engineering, modeling and 
designing, creation, testing to maintenance and updating. This paper focused on software 
maintenance and the goal was to clarify the usefulness and contribution of knowledge models on the 
domain knowledge of the stakeholders. According to (Díaz-Pace, Villavicencio, Schiaffino, Nicoletti, & 
Vázquez, 2016; Paul C et al., 2004), stakeholders of software systems have different information and 
documentation needs. The relation between the types of architectural views and the stakeholders’ 
needs are depicted in Figure 1. This shows that the maintainer has, amongst others, a need for detailed 
information on data models, context diagrams and mapping between views. This confirms the need 
of a conceptual model in general. To immediately abate this, (S. C. de Souza, Anquetil, & de Oliveira, 
2005) held a survey amongst 76 software maintainers and surprisingly found that, architectural 
models were not found to be very important at all. To frame this, there is still room for debate on this 
topic. 
The domain of this research is within information systems (IS) and more in particular within software 
maintenance of a retail ERP system, where frequent process optimizations are requested, and new 
applications are introduced which should lead to new business opportunities. In all this tumult of fast 
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change-requests, the level of reliability and good housekeeping request a lot of effort and stresses the 
maintainers to make fast design decisions. This with little room for error.  
 
Figure 1 Views and Beyond characterization of stakeholder preferences on architectural views (Díaz-Pace et al., 2016) 
 
1.3. Relevance  
 
When taken into account that more than 60% of the software budget is spent on maintenance and 
from which 60% is meant for enhancements (S. C. de Souza et al., 2005; Ana M. Fernández-Sáez et al., 
2016; Tang, Avgeriou, Jansen, Capilla, & Ali Babar, 2010), there ought to be a minimal amount of 
documentation required when creating software, with the foresight of future maintenance (Garousi 
et al., 2015; Zhi et al., 2015). 
Software documentation and architecture design are important to the software development live-
cycle and is used to represent and communicate the system structure and behavior to all stakeholders 
(S. C. B. de Souza, Anquetil, & de Oliveira, 2006). As a part of this it was also pointed out that software 
engineering constantly wants to improve the practice of development and maintenance, in which 
documentation has long been set as the most important asset. Research identified that creating 
documentation is often seen as expensive and time consuming and should yield benefits at some point 
later in the development or maintenance phase (Garousi et al., 2015; Garousi, Garousi, Moussavi, 
Ruhe, & Smith, 2013). With the rise of Agile methods, software development shifts towards an 
approach in which documentation should be brief and just precise enough (Kajko-Mattsson, 2008; 
Stettina & Heijstek, 2011). On this matter (Abdullah, Honiden, Sharp, Nuseibeh, & Notkin, 2011) 
noticed a common understanding of the requirements as being the most important aspect, with the 
shift from story cards to a shared mental model and conceptualization amongst the Agile team 
members and the customers. In this same context, research questioned if Agile projects produce 
enough documentation for future maintenance (S. C. B. de Souza et al., 2006; Kajko-Mattsson, 2008).  
On a personal note, as an IT manager in retail, yearly a large sum of my budget is spent on maintenance 
and external consultants to make the required changes in our software systems. I am therefore always 
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keen to get answer to the question ‘How much documentation is enough?’ and as a part of this ‘Does 
a conceptual model help in maintaining or enhancing our systems?’, especially for working within 
known domains as SAP ERP. Having a clear answer will aid in setting documentation and modelling 
tasks and levels in future projects. But only if future costs - due to a lack of comprehension - outweigh 
the cost and time of documenting such models at an earlier stage.  
Whilst informally discussing the matter of documentation with a number of retailers, they pointed out 
that they also face similar issues on documenting. For instance:  
- Marketing director at Sligro; “we are examining and re-documenting all our processes, especially 
now that we are moving from our own build ERP system to SAP.”   
- IT manager at Hema; “Documentation is always difficult, mostly to get consistency across different 
projects. We use an online tool where all information is bundled per project. Our Agile teams use 
a ticketing system, but we find it hard to find back information for maintenance purposes.” 
I Briefly questioned other retailers and software vendors from the Netherlands (Hönkemuller, 
Zeeman, Jumbo, Didi, Hanos, Coop supermarket, VidaXL, Ctac and CowHills) and similar answers were 
given. Claiming that they or their customers faced issues on documentation and lack of 
comprehension, to an extent to be the root cause for projects to run longer and tests to be incomplete.  
 
1.4. Problem statement 
 
The initially proposed research question is: ‘Can a knowledge model ease the documentation burden 
of development teams in information systems?’.  
Since this would cover a too large area to investigate, the focus is set on whether expert maintainers 
get a higher level of domain knowledge with the use of a conceptual model, in addition to written 
documentation. The answer to this question could help future development projects by setting the 
minimal documentation requirements, when keeping in mind that the part of the software is reused  
or maintained (Monperrus, Eichberg, Tekes, & Mezini, 2012). 
The outliers in documentation showed that either a lot of time and cost is devoted to documentation 
or there is a lack of documentation. Although the truth is in generally in the middle; the latter we see 
more frequently when implementation has been done with Agile teams, whereas less documentation 
as possible is advocated to get a working system (Stettina & Heijstek, 2011). Whether or not 
documentation – and to which amount and level – is needed, is a key question in a number of research 
papers. Amongst others, (Paul C et al., 2004) set out to find the answer to the question on how to 
document an architecture for others to successfully use it, build a system and maintain it. With that 
in mind, they came with the approach of documenting the relevant views at the relevant time in the 
software lifecycle. Figure 1 represents a follow up on the work of (Paul C et al., 2004) and for example 
the maintainer will have a need for all views. 
An important differentiator in the maintenance of an ERP system, compared to a blank slate 
application, is that the expert maintainer is commonly well aware of the possibilities and 
enhancements of the system in general. This is also true for software applications that allow customer 
specific configurations and customizations. In these situations the processes and specific business 
requirements, which can be captured in writing or conceptual models, will commonly be different in 
each business situation. As such, the possible solutions are different in each situation and the expertise 
in problem-solving capabilities of a maintainer or consultant is a dependent variable.  
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Basically, when starting a maintenance project, the common practice of project management is to 
start with an impact analysis, prior to the actual work. Within this process the system overview, 
architecture for specific parts of the system, its processes, key-users and rationale for earlier design 
decisions are collected. This with the goal to propose possible solutions and estimates of the required 
work. This is commonly done by business consultants and maintenance experts and it would be 
interesting to know, if an initial conceptual model helps them improve an impact analysis.  
Problem statement: 
The maintenance of a software system is burdened with a limited amount of documentation. The work 
needed to invest in the actual problem and to create an impact analysis, is time consuming. With 
misinformation this could lead to errors and rework. Does documentation in the form of a knowledge 
model positively contribute to create a faster and better impact analysis on a known system? 
 
1.5. Research question 
 
There where the Agile manifesto stated that “Working software [is valued] over comprehensive 
documentation” (Beck, 2001), it is recognize that documentation within Agile development is set to 
minimal. With more than 60% of software budgets spent on maintenance, of which 60% on 
enhancements (S. C. de Souza et al., 2005), a minimal amount of documentation is also required for 
software maintenance (Garousi et al., 2015). The different demands on documentation during the 
software lifecycle needed by the different stakeholders (Díaz-Pace et al., 2016) is a good starting point 
to be economical with time used for documenting. (Zhi et al., 2015) researched the cost, benefit and 
quality of documentation, since ratios of time spent of 11% were reported. (S. C. B. de Souza et al., 
2006) experimented with the question on which documentation is actually used by maintainers. In the 
context of software maintenance, research was conducted by (Arisholm, Briand, Hove, & Labiche, 
2006) to investigate the cost effectiveness of UML documentation. 
The aim of this thesis is therefore set to investigate if a 
previously created conceptual model helps expert maintainers 
of known software systems to get a better understanding of the 
system. This with the goal of creating a better impact analysis 
and clearer insights, which according to (Zhi et al., 2015) should 
result in shortened task duration, improved code quality, higher 
productivity and other improvements related to software 
development. So does the use of a conceptual modal tip the 
balance of domain knowledge for the better? 
Research question:  
Is there a difference in domain knowledge between the use of a conceptual modal and text-only 
information when maintaining or enhancing a known system? 
  
Figure 2 Domain knowledge balance 
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2. Literature research 
2.1. Process and execution 
 
The literature research was executed in order to find answers within the scientific literature to become 
more acquainted with the field, and have a common understanding of the problem. The setup of the 
curriculum, where we started working on the same initial question with 5 team members, gave the 
opportunity to spread the initial research and to find more relevant literature. The term ‘knowledge 
model’ needed the most clarification and the generally known UML-modelling with class diagrams was 
selected over other conceptual modeling techniques. Mostly because of my personal knowledge in 
this area and relevant literature that was found in this area. 
 
I used OneNote as a logbook for all my initial search queries in Google Scholar and Harvard Business 
Review, using the terms ‘knowledge model’ and ‘information architecture’. Reading a number of easy 
to read papers and articles, provided me with a general overview and common findings on the domain. 
I found this very helpful as a starter and got more curious on the topics. 
From the online university library, the terms ‘knowledge model’, ‘software documentation’ and 
‘software architecture’ gave a dozen good papers to read. Along with snowballing the used references 
from these and the initially shared papers, gave 15 to 20 more relevant papers to read more in-depth. 
Very welcoming were the generated suggestions by the online libraries, based on my prior searches 
and preferences and ‘people that read similar items’. By then I started using EndNote for safekeeping 
the references, relevant papers and personal notes on each of them.  
The literature search tool ‘Publish or Perish’ gave a number of relevant abstracts of papers to read, 
but – frustratingly – most of these papers and books couldn’t be accessed from the university library. 
Since a number of papers gave insight in the problems concerning the lack of documentation during 
the maintenance phase, the high amount of costs in maintenance, combined with findings from my 
work, I repositioned my searches on software maintenance. Because several papers questioned the 
validity of their research due to the small size, the known domain and learning effect, my attention 
was grabbed. By using the validity shortcomings to my benefit I focused on the use of models within 
the maintenance of software by experts with high domain knowledge. Area where domain knowledge 
is high are ERP systems and applications that allow business specific configuration and customization.  
Searching for combinations on ‘ERP’, ‘Maintenance’, ‘documentation’ and models like ‘UML’ gave me 
no significant results, other than research papers with the focus on critical success factors for ERP 
implementations, strategies for maintenance and troubleshooting, and how customization has effect 
on risks and future costs. This required me to focus and search on ‘domain knowledge’, ‘maintenance 
of software’, ‘UML’, ‘impact analysis’ and ‘novice vs expert’ and how to test knowledge transfer. This 
helped to get more insights and formed the basis on how to conduct the experiment.  
In the end I read about 50 to 60 papers, from which I kept about 25 good references which were used 
in this thesis. After the experiments, some specific parts needed additional support. Extra literature 
research was conducted, which gave about 8 additional relevant papers in the area of maintenance 




2.2. Results and follow up 
 
The literature review focused on getting answers regarding knowledge modeling with UML class 
diagrams. Because UML is considered the facto standard for software analysis and design modeling 
(Grossman, Aronson, & McCarthy, 2005), much research was found on this topic. (Gemino & Wand, 
2005) stated that a conceptual model, with enough detail and clarity, could be used to define and 
communicate the information and requirements of the IA domain with the stakeholders, for a shared 
understanding and knowledge of the domain. (Ding, Liang, Tang, & van Vliet, 2014) did a systematic 
literature review, with the objective to understand what knowledge-based approaches could be 
employed to improve the quality of IA documentation, and identified nine benefits from these studies. 
The model-based approach was used in requirements elicitation, requirements analysis and 
architecture recovery. They found that model-based approach made it easier to understand 
requirements and reduced the learning effort to capture and model domain knowledge. This could be 
used to evaluate the consistency, completeness, traceability, and reusability in requirements analysis. 
One of the more in-depth literature searches was on class diagrams, the use and fit in regard to 
software maintenance and to what level of detail (Ana M. Fernández-Sáez et al., 2016). They 
investigated if the level of detail (LoD) impacts the performance of (preventive) maintenance tasks, in 
a model-centric approach in a Families of Experiments using 81 students in 3 countries. Because not 
all UML models have the same level of complexity, they defined low LoD and high LoD. They 
questioned to what LoD it is necessary to update UML documentation, in order to fit the source code 
and achieve benefit during maintenance. According their analysis of the literature, there is limited 
empirical evidence in the usefulness of UML diagrams in aid of source code maintenance. Evidence by 
(Arisholm et al., 2006) suggested that the use of UML diagrams benefits maintenance. Again, 
according to (Ana M. Fernández-Sáez et al., 2016) when the LoD used in a UML diagram is low, it 
typically contains only a few syntactical features, such as class-name and associations, without 
specifying any further facts about the class. When it is high, the diagram also includes class attributes 
and operations, association names, association directionality, and multiplicity. In their experiment no 
conclusive results were seen in favor of low or high LoD, but the descriptive statistics showed a favor 
in using low LoD, mainly because the subject found the high LoD hard to read. For our experiment this 
could implicate that a fairly simple UML class diagram can be used, with the addition multiplicity. For 
me, the question remains open if formal modeling techniques should be used to capture all business 
rules.  
(A. M. Fernández-Sáez, Caivano, Genero, & Chaudron, 2015) conducted a survey on the use of 
different UML diagrams in software maintenance, with 178 professionals from 12 countries. They 
concluded that class diagrams were perceived as helpful during software maintenance, with less time 
needed for understanding and resulting in improved defect detection. The actual paper was not 
directly downloadable from the library, only the survey, so quoting (Scanniello et al., 2018) on this. 
Upon comparing the designs made during the design phase or during the analysis phase (Scanniello et 
al., 2018) observed that UML models created during design phase have a high LoD and a positive effect 
on the source-code comprehension, compared to models created during analysis which have a low 
LoD. This research claimed to be the largest in literature at that point in time, with 12 controlled 
experiments on different sites and levels of expertise and obtained 333 observations from these 
experiments. The models used in the analysis phase were created to get insight on the domain of the 
problem, and the design models were created to get to the bottom of the implementation aspects, 
thus source-code. They found that there is no advantage in time when considering the time needed 
to create the design model and the time needed for the actual maintenance. Even that it is actually 
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useless to give UML-based analysis models to the software engineer when performing small 
maintenance operations on source code. This aligns with the findings of (Arisholm et al., 2006), that 
stated that the UML model only seemed to be useful with the need of understanding complex systems. 
This supported the idea that creating an analysis model enhances level of insight on the domain; in 
addition, domain knowledge might even be better, compared to the use of a previously created model 
by somebody else than the maintainer.  
Related findings were read in (Ana M. Fernández-Sáez et al., 2015) where diagrams with a high LoD 
are reported to be more helpful during software development, while those with a low LoD seemed to 
be better when performing maintenance tasks. With their Families of Experiments, they show that 
forward designed UML diagrams are slightly better understood than reversed engineered diagrams, 
with the rationale that they provide a more attractive balance between detail and relevant 
information. Within the same paper they also found that source code is the most useful source of 
information on which the UML diagram added only little information on assessing the source code. 
The main finding of this study was that participants with a higher ability (experts) achieved better 
scores when using the diagrams with a forward design, while low ability participants (novices) got 
better scores when using reverse engineered diagrams. Additional point of interest is that they also 
gave the opinion that the creation of a model during the design phase of the maintenance is the 
significant factor, compared to viewing a model created by somebody or something else. 
(Gravino, Scanniello, & Tortora, 2015) confirmed that for experienced maintainers it is useless to give 
additional information other than the source code from a managerial point of view, mainly because 
of the time needed for setup and maintenance of the models, even though they were perceived as an 
improvement. (Ana M. Fernández-Sáez et al., 2016) concluded that smaller software projects within 
known domains don’t need additional models and this could set the limit for the IA to a high-level 
overview of the system. 
When focusing more on the domain knowledge and what would help maintainers in enhancing their 
impact analysis, the literature gives some insight. (Arisholm et al., 2006) pointed out that UML analysis 
models appear to uselessly overload participants when performing comprehension tasks and that 
design models appeared to help to achieve a better understanding of the systems. This aligned with 
findings in the literature, confirming analysis models are created to capture a domain, represent a set 
of requirements, understand a problem and its boundaries, while design models can be used to 
structure source code and capture design artifacts that do not directly emerge from requirements 
(Scanniello et al., 2018). This brings the question back to knowledge management theory. According 
to (Ding et al., 2014) knowledge can be classified as ‘tacit’ or ‘explicit’ knowledge. Explicit knowledge 
is the knowledge organized in certain form like a model or document, where tacit knowledge resides 
in people’s head and is not easily visible and expressible. 
Concerning the question whether the level of experience of the maintainers matter, (Ji-Ye Mao, 2000) 
sought out the difference between novice and expert professionals. By studying the effects of users’ 
domain expertise against knowledgebase systems, they noticed that novices requested significantly 
more explanations than experts. This due to novices often fail to identify their own knowledge deficit 
and frequently miss contradictions and inconsistencies. The failure to identify deficits was founded in 
the lack in ability for asking questions, since “questions arise from knowledge rather than ignorance” 
(Ji-Ye Mao, 2000). Questions asked by novices are also typically shallow and address only the content 
and interpretation of explicit material, rather than high-level questions that involve inferences, 
applications, and synthesis. Experts in a given domain were thought to have a greater amount of 
declarative knowledge than novices, and able to access information more easily and more rapidly. So 
another factor to be aware of, according to (Ji-Ye Mao, 2000), is the domain-specific knowledge when 
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it comes to reading-comprehension. This is also supported by (Garousi et al., 2015), who identified 
that  the information stored in developers’ minds is formed as domain-specific knowledge and has 
critical impact on understanding the documents. Another quote (not entirely in context), is that 
“learning is inhibited by lack of time and working is inhibited by lack of knowledge” (Ji-Ye Mao, 2000). 
To put this into perspective, the paper recognized that people are more concerned about getting their 
tasks done than gaining new knowledge and tend to avoid learning if they can muddle through.  
On learning, (Gemino & Wand, 2005) stated that no learning occurs where comprehension and 
problem-solving is low. Fragmented learning occurs where comprehension is high, but problem-
solving is low. Such results indicate material was received, but not integrated with prior knowledge. 
This would suggest memorization, rather than meaningful learning occurred. Meaningful learning 
occurs when both comprehension and problem-solving are high. High problem-solving indicate 
information is integrated into long-term knowledge and a high level of understanding of the presented 
material. 
If the use of a UML model lowers the cost of learning and speed up the process of gaining domain 
knowledge, this could still be a win. Learning would also include the use of easy to read conceptual 
models. A general recommendation from (Ana M. Fernández-Sáez et al., 2015) is to keep UML 
diagrams up to date, also in order to improve maintainers’ performances, thus learning by doing. The 
way an expert versus a novice looks at a UML model should be considered within our own experiment. 
This is similar in the sense that the ‘domain knowledge’ and ‘experience’ of the members should be 
taken into account, when estimating the efforts in development and maintenance (Sudhaman & 
Thangavel, 2015). 
A matter of concern is the validity in some of the found research experiments. These are often 
questioned in regard to generalization, limited size and upfront domain knowledge, for example: 
- (Garousi et al., 2015) gave clear insights on the usage of various types of documentation for 
software creation and maintenance and concluded that source code is most frequently used 
during maintenance in favor of other forms of documentation. But generalization of their outcome 
to other fields is not taken for granted, since they conducted their experiment one specific 
company specialized in embedded software.  
- (Ana M. Fernández-Sáez et al., 2016) sought the relevance on the level of detail in UML diagrams, 
but partially limited the validity of their experiment because of the small size of the project and 
the upfront domain knowledge of the student participants.  
- (Ji-Ye Mao, 2000) contemplated on the difference between novice and domain experts for the 
implementation of knowledge base systems. Where the novices tend to analyze problems in terms 
of surface features, experts are more able to identify underlying problem structures and appear 
to use simpler, domain-specific recognition procedures when faced with a problem. But they were 
concerned about the limited verbal responses from the experts and found a contraction with 
another study. 
- (Arisholm et al., 2006) investigated the cost effectiveness of UML documentation on software 
maintenance and learned that for complex tasks and past a certain learning curve, the availability 
of UML documentation may result in significant improvements. Considering the time needed for 
updating, there did not seem to be any saving of time, especially for simpler tasks. But with their 
controlled experiment, using students, mentioned that they might even have underestimated (or 




2.3. Hypotheses formulation 
 
These matters are food for thought when researching the use of a conceptual model in areas where 
domain knowledge is high. Although complexity might be high for a novice, they would be quite simple 
for an expert. 
Since the general theme is that conceptual models will aid in knowledge transfer, because viewing the 
model combined with textual information will require less effort on getting the whole picture than 
deriving this cognitive model using only the textual form of documentation. This brings forth the 
following hypothesis. 
H1  The domain knowledge will be higher between the groups of software engineers using a UML 
model compared to the group that only uses text documentation. 
 
Since it is difficult to test domain knowledge, we tested this by measuring tacit knowledge, which is 
derived from the explicit knowledge. According to (Gemino & Wand, 2005) the knowledge transfer 
could be done using following tests; surface understanding can be measured by multiple-choice 
questions and deep understanding can be measured by problem solving questions. By following up 
with a Cloze test the deeper subtleties and meaning could be assessed for real deep understanding of 
the domain (Gemino & Wand, 2005; Kleijn, Pander Maat, & Sanders, 2019). So, a number of sub 
hypotheses are derived. 
H1A.0  Multiple-choice scores will be higher for the groups of software engineers using a UML model 
compared to the group that only uses text documentation. 
H1B.0  Problem-solving scores will be higher for the groups of software engineers using a UML model 
compared to the group that only uses text documentation. 
H1C.0  Cloze test scores will be higher for the groups of software engineers using a UML model 
compared to the group that only uses text documentation. 
 
Whether the answers are true or false, the difference in domain knowledge on the maintenance 
aspect of known systems is yet to be answered. Therefore, an additional hypothesis was formulated. 
H2  There is no significant difference in domain knowledge between the use of a UML model or text 
only documentation when maintaining a system by system engineers with prior domain 
knowledge. 
 
And followed with similar sub hypotheses.  
H2A.0  Multiple-choice scores will not be significantly higher between the use of a UML model or text 
only documentation when maintaining a system by software engineers with prior domain 
knowledge. 
H2B.0  Problem-solving scores will not be significantly higher between the use of a UML model or text 
only documentation when maintaining a system by software engineers with prior domain 
knowledge. 
H2C.0  Cloze test scores will not be significantly higher in domain knowledge between the use of a UML 
model or text only documentation when maintaining a system by software engineers with prior 
domain knowledge. 
 
Following up on the study of (Ji-Ye Mao, 2000), there is the question if expert participants achieve 
better scores that novices. (Ji-Ye Mao, 2000) concluded that experts (in a given domain) are able to 
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access information more easily and more rapidly when compared to novices. This is concluded by the 
final hypothesis where we challenge if there is a difference on expert scores on maintenance 
compared to a novice, with or without the use of a UML model. In this hypothesis the problem-solving 
scores and efficiency are used to address the domain knowledge. The level of expertise was dependent 
of the job level of the subject. 
H3.0  There is a significant difference in problem solving scores and efficiency, when maintaining a 
system on the use of a UML model or text only documentation, while controlling the level of 
expertise 
 
These hypotheses are all null hypotheses and the goal of the statistical analysis will be to reject these 







The research objective was to determine if knowledge models contribute in increased understanding 
of a system. This, with respect to maintenance and the aim of improved problem-solving. The selected 
design is a between-subjects experiment, comparable to the research experiments done by (Arisholm 
et al., 2006) and (Gemino & Wand, 2005) where there are two groups and a difference in outcome is 
expected, when using a conceptual modal or not. With a between-subjects experiment, each subject 
receives only one treatment. A within-subjects design (or repeated-measures), where each subject 
receive all the treatments, is not selected because of the learning effect (Graziano & Raulin, 2004). 
Creating and performing a single perfect and robust experiment is near to impossible. So, in order to 
rule out the threats to validity in regard to a single experiment and to obtain more data from different 
types of subjects the choice was made to conduct a number of replications, thus conducting a Families 
of Experiments.  
Families of Experiments replicate individual experiments, and allow researchers to answer questions 
that cannot be singled out in a single experiment. This also allows to generalize the findings across 
similar studies (Basili, Shull, & Lanubile, 1999). A replication of an experiment is defined either as 
closely as possible following the original experiment or with deliberate changes to one or more 
parameters, named a close replication. A replication is called conceptual when the question remains 
the same, but the experimental procedure is different (Shull, Carver, Vegas, & Juristo, 2008). Next to 
that there can be internal or external replications. With internal replications the research is conducted 
by the same researchers, where external replications might be biased by the experimenters (Gravino 
et al., 2015). The Families of Experiments in this report consist of an original experiment and two 
internal close replications with the covariance in experience of the participants.  
Using non-probability sampling to determine the correct sample size and given that the group is 
homogeneous, a minimal sample sizes of 4-12 participants per experiment is needed (Saunders, Lewis, 
& Thornhill, 2009). The participants were selected to have experience in either software development 
or maintenance tasks and were randomly mixed within each experiment. 
We had an accessible population of 5 groups of 8 participants each, but because of limited time and 
planning only 3 groups were used. The participants and their companies volunteered in participating 
in our experiment, during regular office hours. 
The following groups participated in the study: 
- 8 participants, professionals from R&D software department at Mendix. (English) 
- 8 participants, starter level software engineers at Educom. (Dutch) 
- 8 participants, starter and professional web developers at Beter Bed. (Dutch) 
Backup groups: 
- 8 participants, professional Functional Application Managers SAP ERP at Beter Bed (Dutch) 
- 8 participants, professional SAP ERP consultants at Ctac (Dutch) 
The possible drawback of not using the 2 backup groups is that these groups consist of experienced 
software maintainers and could make the findings of this research even more compelling. Using more 
groups would probably also improve statistical significance. 
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The findings from the literature (Arisholm et al., 2006; Gemino & Wand, 2005) suggested that using 
models have impact on the domain knowledge and the transfer of this knowledge to the subjects. It 
was also recommended by (Ana M. Fernández-Sáez et al., 2015) to use the UML diagrams created 
during the design phase for software maintenance, because of the improved understanding of the 
system, compared to reverse engineered diagrams.  
In order to test the transfer of domain knowledge in both an initial development as a maintenance 
situation, the experiment was divided in two parts. The first part provided the participants information 
on a software system, using written information and with or without the use of a UML model. This 
first part would also set the basic domain knowledge, and fit the need of the research question to test 
if the use of a model in a maintenance situation where system knowledge is available. 
The questions in the tests consisted questions which are either in the text, the model, both or not 
presented at all. These tests challenged the subjects to fill in the gaps and allowed us to measure the 
shallow understanding (Gemino & Wand, 2005). This was combined with problem-solving questions 
and Cloze tests, where deep understanding was measured and in which experience would also be a 
significant factor (Ding et al., 2014; Greene, 2001; Kleijn et al., 2019). 
3.2. Research setup 
 
In this Families of Experiments, each experiment had two parts, the first with the intention of providing 
the participants information on the system and testing the knowledge transfer using written text and 
with or without the use of a UML model. This with the focus whether a conceptual model aids in 
knowledge transfer, to be used in the initial design phase of the software lifecycle within Agile teams. 
The presence of a UML model will be the independent variable, also called the ‘main factor’. This is a 
nominal variable with two values (treatments): present or absent. 
We selected a between-subjects balanced design in which each group was evenly split (Ana M. 
Fernández-Sáez et al., 2015) and decided to use this design rather than a within-subjects design 
because of time constraints and to avoid learning effects. The expected difference between the 
subjects was on individuals with an upfront higher domain knowledge and on those with a more 
experienced level in software. These threats to validity of a between-subjects design were taken into 
account, by randomly selecting the two groups and using a small preliminary questionnaire. The pre-
questionnaire consisted of questions related to the subjects’ skills, educational level and experience 
and a set of questions in regard to the subjects’ knowledge of UML. Questions in regard to ease of use 
of the UML knowledge and readability were also added as post-questions after each test and the 
outcomes were used as dependent variables. 
To ensure reproducibility and validity across the different groups, we carefully prepared the project 
and provided the information in a fixed format in order to minimize the influence of the researchers. 
In order to avoid threats to validity and too large differences between participants pre-knowledge, a 
topic was selected that was not part of the domain of the companies.  
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A project was constructed for this 
experiment, consisting an airplane 
maintenance application which shows 
alerts and maintenance tasks to a planner 
and engineers on airplane at a local 
airport. For the maintenance tasks, assets 
and a group of engineers are needed. 
Some additional business requirements 
were added to the text and model, such 
as amount of time needed, quality 
checks, etc.  The full text of the project 
can be found in Appendix A. Case Text - 
ACME. See Figure 3 for a mockup of this 
application. The constructed conceptual 
model is shown in Appendix C. UML 
model. 
The subjects in each group received the same information and questions were asked in the same 
order. Since the groups had a different native language, the information and questions were written 
and modelled in English and Dutch. The difference in language was not regarded as a thread to validity, 
regarding the large amount of papers read on Families of Experiments in multiple countries and 
languages.  
The time given for reading the provided information was 
set to 15 minutes. This time was set in a dry run to be just 
enough to read and comprehend the given data. In order 
to stimulate the subjects to take notes, pens and markers 
were provided. All the written data was handed in before 
taking the quiz. Eliminating the models and notes was 
important for these tasks because it ensured that the only 
information available to the participant, is the cognitive 
model developed by reading the text and/or viewing the 
conceptual model. This raised the question on the impact 
of the UML model to the cognitive model, see Figure 4. 
The tests were conducted with the use of an online form specially created for this experiment. This 
automation reduces experimenter-participant contact and allowed to record time to answer the 
complete session and each individual question. In order to avoid stress no hard deadline was given, 
solely an indication that the first test should also take about 15 minutes.  
The multiple-choice questions in the first part of the experiment were either in the text, the model, 
both or not presented at all. These factors were selected for evaluating the surface understanding, 
but also at a slightly deeper level for those not presented. Some problem-solving questions were also 
not directly solvable by the provided material, but closely related to measure the implicit transfer of 
domain knowledge. The order of the questions was setup as a follow up of earlier questions and could 
reveal critical information on those questions. It was therefore not possible to go back and change any 
answer.  
At the end of the first test the participants were given the correct answers, with the intent of having 
all participants within the group on an equal level of system knowledge. At that point the subjects 
Figure 3 Mockup airplane maintenance system 
Figure 4 Impact of UML on Cognitive model? 
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could ask brief questions, without sharing the actual model between the groups. A short coffee-break 
was given to avoid fatigue that could influence the results of the second part of the experiment. A 
threat to validity was that the subjects could discuss the model during this coffee-break, so the 
researchers were setup to listen in on the conversations and halt these if the subject of the model 
arise.  
For the second part new textual information with maintenance and change requests was provided to 
the participants, along with their earlier written personal notes and information. The setup of the 
group of participants remained exactly the same. The time given to get acquainted with the new 
information and renew the basic information, was again set at 15 minutes.  
The setup of the research questions was similar to the first test, using multiple-choice, problem solving 
questions and a Cloze test. The given time to answer the questions was set to 20 minutes, because 
more problem-solving questions were requested. The application knowledge gained in the first part 
was tested by asking specific control questions within the multiple-choice part. The multiple-choice 
questions were therefore categorized as either ‘basic’ or ‘new’ information.  
The problem-solving questions were setup in such a way that it measures the level of understanding 
of the requested change with focus on ‘retention’ and ‘transfer’. Retention is defined as the 
comprehension of material being presented. Transfer, or problem solving, is the ability to use 
knowledge gained from the material to solve related problems which are not directly answerable from 
this material (Gemino & Wand, 2005). Prior logistic domain knowledge and expertise of the maintainer 
will be a dependent variable for our research, since other studies like (Ana M. Fernández-Sáez et al., 
2016) and (Gravino et al., 2015) have questioned the validity of their experiments on this. 
Any validity with respect to learning effect on the similar type and form of the questionnaire in the 
second part is neglectable. 
Overview of the experiment in time is shown below in Figure 5. 
 
3.3. Variable selection, grading and analysis 
 
Quantitative Analysis was done with the use of the independent variable, the use of UML model, and 
two treatments: UML, no-UML. A number of dependent variables are described in this section in order 
to measure the transfer of knowledge and variables to overcome threats to validity. The following 
variables are directly or indirectly obtained using the following type of tests: 
- Multiple-choice questions for shallow understanding.  
Example question 
Question: The only way to resolve an alert is to complete the procedure attached to it. 
Figure 5 Overview of the experiment in time 
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Answer: Yes, see relation “resolves” from Procedure -> Alert and explanation in text. 
- Problem solving for deep understanding and knowledge transfer 
Example question  
Question: The Boeing Max 737 has caused multiple crashes by similar malfunctions of a sensor. 
Regulation entity FAA decided to ground this type of plane. How would you report such a 
malfunction in our maintenance system? 
Possible answer: By reporting this malfunction manually, for all aircraft of this type. 
- Cloze test for deep understanding and measuring more subtle differences of domain knowledge. 
Example question  
Question / Answer: If a part C2.1 reaches a minimum C2.2 stock level in the warehouse C2.3, an order 
C2.4 will be placed automatically at the supplier C2.5 by the unknown / system C2.6. When ordering 
parts just-in-time, the delivery time C2.7 is most important 
The complete list of questions is available in Appendix B.   
For grading an acceptable and reliable score, all the answers were compared to the answer model and 
were graded independently by the two researchers. To indicate the degree of agreement in grading, 
the score of the acceptable solutions a Pearson correlation measured the strength of relationship. 
Also, a dependent t-test was used in order to establish if the means between the grades differ 
significantly. A Cohen’s Kappa was performed on each question where the difference from the t-test 
was too high. With a Cohen’s Kappa of 0,75 or above for each question, the scores given by each of 
the two raters can be used. 
Based on the origin of the information (text / model / both / none) the multiple-choice questions of 
part 1 were computed into 4 different variables in percentage of correctness. The multiple-choice 
questions of part 2 were computed into 2 variables, based on whether the information was given in 
the first part or as new information: basic / new. The new dependent variables are in percentage of 
correct answers and will be used to measure surface understanding.  
For the problem-solving questions and the Cloze test, all the individual scores along with the sum of 
these were used as dependent variables for analyzing deep understanding. The time components as 
a whole and for each problem-solving question were also nominated to derive the effectiveness, by 
dividing the correct answers by the time. A higher value of this ratio reflects better efficiency. 
The other dependent variables were participant related factors, that might influence the outcome of 
the experiment. As a part of the questionnaire a short pre- and post-experiment survey was done on 
following factors: 
Pre-test questions 
- Educational level 
- Position  
- Experience in software (working years) 
- Maintenance / software creation  
- Experience level in system modeling (7-point Likert scale)  
- Experience level in UML modeling (7-point Likert scale) 
Post-test questions (all as 7-point Likert ordinal scale variable) 
- Perceived ease of readability of the text 
- Perceived ease of interpretation of the UML model 




Logistics domain knowledge was added to the group of BeterBed as pre-knowledge, because of the 
retail activities that they are in a larger sense aware of than the rest of the subjects. From the 
experience in years and position, the dependent Job level variable was created with an ordinal scale, 
with following scores: 1: Student, 2:Entry Level (< 6 years’ experience),  3:Experienced (Non-Manager), 
4:Manager.  
The level of significance for the hypotheses was set to 0,05. A likelihood ratio Chi-Square test was used 
to test the difference in the proportion of subjects with correct solutions for each variable, with the 
objective to test the difference between surface and deep understanding.  
For testing the hypotheses, the selection of statistics was done via an online test selector (Statistics, 
2018). The hypothesis H1A.0 and H2A.0 are tested with Hotelling’s T2 One-Way MANOVA because of the 
2 groups on the independent variable and the joint multiple-choice questions. These scores are in 
percentages and give a ratio scale. In order to initially test whether the difference between the groups 
is significant, an independent-samples t-test was performed on these scores. 
The hypotheses H1B.0, H1C.0, H2B.0 and H2C.0 have scale variables on the problem solving and Cloze tests, 
summing up the correct answers. These are tested with one-way ANOVA.  
For H3.0 the choice for statistics could be two-way ANOVA, if the job level is taken as an independent 
variable and to check if an interaction effect exists. A one-way ANCOVA was not possible since the job 
level, taken as a covariate as expertise, is not a scale variable. A post hoc test or planned contrasts was 




4. Research execution 
 
The Families of Experiments was conducted initially at Mendix in Rotterdam, where 2 groups of 4 
participants was split in a morning and afternoon session: starting with the group without the UML 
model. This setup was chosen so that we, the researchers, got more acquainted with the process and 
would learn from this experience and adjust if needed for the following experiments. The preparations 
on the informational part, the questions and computerized system were initially done in Dutch, which 
were afterwards translated into English. Some of the Cloze test questions couldn’t be translated in the 
same sequence but were numbered in such a way that both languages had the same order for grading 
afterwards.  With the short preparation time, one technical error was made which resulted in not 
measuring the time of the individual problem-solving questions.  
Chocolate and candy were provided during the whole session, because of its positive effect on the 
participants brain health and improvement on cognitive performance during stressful conditions. The 
impact of coffee and chocolate on neuronal adenosine receptors and the brain is left out of this report, 
but it’s recommended literature for any cold study-evading evening (Camandola et al., 2019). 
During the introduction the participants were introduced with the setup of the experiment, a mockup 
of the system and some example questions. The subjects then got textual information and were given 
markers and pens and encouraged to take notes. 3 out of 4 took extensive notes and created models 
themselves. The difference could be checked on this ‘creation of a model’. During the given 15 
minutes, the available time was given every 5 minutes and at the last 2 minutes. At the end the notes 
and text were handed in and each labeled with their unique code, which was also used for their 
questionnaire. The system had a build in timer which was constantly visible for the subjects, to keep 
them aware of the time. Well within 15 minutes everybody was ready with the questionnaire and for 
10 minutes all the correct answers were openly discussed. During this discussion the subjects were 
told that there was a discrepancy between the model and the text, such that they didn’t have the 
answers to all the questions. Which was answered with relief, because they were a bit frustrated on 
these specific questions. There was also an ambiguity noted on one multiple choice question, on which 
we agreed that the answer should indeed be inversed. 
During the 10-minute coffee break it was noted that nobody actually talked about the experiment, so 
no additional information was exchanged. 
At the start of the second part of the first experiment, the subject’s original notes and also the text of 
part two was provided. The participants were again seriously on their notetaking and also re-
examining the text and notes of the first part. The same setup was conducted with the online 
questionnaire of part two and everyone finished well within the given 20 minutes. After finishing up 
we briefly talked with the participants on their experience on the topics and they gave the feedback 
that they liked the experiment but were less at ease with the logistics part of the questions of the 
second part. This is also additional domain knowledge, which is better known at Beter Bed. 
In the afternoon the second group had undergone the same routine, with the difference that they 
were provided with a UML model. During the information intake, it was noticed by the researchers 
that there was less notetaking than during the first group. Another point of interest was that during 
the whole time the UML model was just briefly looked at, just until the last 30 seconds when all 
participants got a sudden interest of the model. A difference we noticed that this group took on 
average 4 minutes longer to answer the questionnaire, compared to the first group. 
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While giving the correct answers, in order to get the domain knowledge at an equal level, the same 
relief was felt on not having all the answers in those cases where information wasn’t available at all. 
But it was also noticed that information from the UML model was missed by them, concerning 
multiplicity and the option of manual information entry.  The second part of the experiment went 
comparably to the first group, with the difference that they took on average 2 minutes longer for 
answering all the questions. 
We clearly noticed that during the coffee breaks, nobody talked about the experiment. Also, during 
the experiment everybody was really working independently. We therefore decided that during the 
next experiment we wouldn’t split up the two groups, so that we could stay together during the 
experiment. Thus, making sure that the same way of information sharing was done during the two 
sessions and also no experimenter effects would bias the study. 
The second experiment was done at Beter Bed. And where we were super prepared at the first 
experiment, we forgot to print the translated texts and UML models. Since it is a paperless office, we 
were forced to mail the subjects the information in tranches and gave them blanc paper to take notes. 
Because they were working on their computer, less notes were being taken in general, compared to 
the first experiment. At the end one person of the UML-group noticed that he received the model but 
was unaware of that fact. We therefore changed his position to the non-UML-group in the results.  
The third experiment was done at Educom in Arnhem. As it turned out, the location should have been 
at Educom in Eindhoven. Luckily there were 8 students in Arnhem willingly to participate in the 
experiment. The rest of the experiment was comparable, and no information was exchanged between 
the groups concerning the models. By looking at their behavior, it was noticed that not all of the 




5.1. Descriptive and rating 
 
We first graded the results of the experiments and carried out descriptive statistics to find potential 
outliers and get more feeling for the data by checking the frequencies, normal distribution and 
skewness. The results of one of the subjects of the third group was completely removed, since the 
answers showed that he might have had an overdose of coffee and sugar. The means were tested with 
sample t-test, see Figure 13. These results had room for discussion. By using Cohen’s Kappa to check 
our two ratings the observations were reevaluated for questions where the Kappa was lower than 
0,75. The final Pearson correlation between the graders showed that the overall levels were above 
0.97, meaning there is a high degree of agreement. With the Kappa higher than 0,75 the results of 
either rater could be used, so obviously I used my own. 
With the resulting data the tests for normality was done, revealing that with significance level of .01 
all scores were normally distributed as assessed by calculating the z-scores for skewness and Kurtosis, 
with z-scores well below ± 2.58.  
Since basic assumptions must be met for the 
parametric statistical tests, testing of 
approximately normally distribution was done on 
all the dependent variables for each group of the 
independent variable. As assessed by Shapiro-
Wilk's test (p < .05) only  see Figure 6, not all the 
scores are not normally distributed for multiple-
choice questions on Model and on Text in both 
part 1 and 2.  
For all other dependent variables, the scores were normally distributed on both model and text. As 
assessed by visual inspection of the histograms, all scores were approximately normally distributed. 
All dependent variables scores were also normally distributed for both cases of the model, as assessed 
by visual inspection of Normal Q-Q Plots. 
Before assessing the quantitative analytics, the categorical information from the pre- and post-
questionnaire was checked using one-way ANOVA on model to get more insight on the participants. 
These scores were normally distributed throughout the subjects (Figure 16) and as assessed by visual 
inspection of the boxplots, there were no outliers apart from the post text question from the second 
part. Between the three groups there were no statistic significant differences. Assessing the level of 
expertise of the subjects on UML modelling, these are on the low side with a stated ‘Fair’ average 
(score 3 on 7-point Likert scale). 
 
5.2. Shallow understanding - H1A.0 | H2A.0 
 
In order to determine the effect of the usage of a model on surface understanding Hotelling's T2 was 
run. Four measures of performance were assessed for H1A.0: information given in Text/Model/Model 
and Text or nowhere. Data are expressed as mean ± standard deviation. Preliminary assumption 
checking revealed that data was not normally distributed, as assessed by Shapiro-Wilk test (p > .05) 





 Statistic df Sig. 
MC Quest - Model Text 0,641 8 0,000 
MC Quest - Text Text 0,418 8 0,000 
MC Quest - No info Model 0,664 7 0,001 
MC Quest - Basic info Model 0,777 7 0,024 
MC Quest - New info Text 0,693 8 0,002 
  Model 0,664 7 0,001 
Figure 6 Shapiro-Wilk's Tests of Normality with p<.05 
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and described in the previous section; there were some univariate but no multivariate outliers, as 
assessed respectively by the boxplot (Figure 19) and Mahalanobis distance (p > .001). There was only 
one linear relationship, as assessed by the scatterplot in the second part; no multicollinearity (|r| < 
.9); and there was homogeneity of variance-covariance matrices, as assessed by Box's M test (p=.625 
for H1A.0, p = .193 for H2A.0).  
It was shown that subjects that used: 
1. a model score higher on questions with info in the model  (M=33.3 ± 6.3 and T=25.0 ± 6.0)   
2. text score higher on questions with info in the text   (M=63.6 ± 8.6 and T=83.3 ± 8.2) 
3. text score higher on questions with info in both   (M=51.5 ± 8.5 and T=58.3 ± 8.1) 
4. a model score higher on questions with no info   (M=77.3 ± 8.9 and T=66.7 ± 8.6) 
5. text score higher on questions with basic info   (M=69.7 ± 6.4 and T=72.2 ± 6.2) 
6. a model score higher on questions with new info   (M=85.5 ± 5.0 and T=80.0 ± 4.7) 
The differences between the use of a model and text was not statistically significant for H1A.0, F(4, 18) 
= 1.127, p < .375; Wilks' Λ = .800; partial η2 = .200 and not for H2A.0 , F(2, 20) =.355, p < .705; Wilks' Λ 
= .966; partial η2 = .034. 
The combined group means were not statistically significant different (p > .05). Therefore, we cannot 
reject the null hypotheses H1A.0 and H2A.0  nor we cannot accept alternative hypotheses. With these 
results we could only state that the use of a model did not have any significant effect on shallow 
understanding within our experiment.  
A point of interest is the means of multiple-choice questions on subjects that only had info in the text. 
These means were high, compared to the subjects that used UML in combination with the text. The 
means of the other dependent variables are more closely together.  
Basically, when you would take the time to initially create a model in consideration, one could say it 
is better to write a good text with all business rules than to model it in UML. Alternatively, it could be 
that the persons which used the text and modelled themselves also had better shallow understanding.  
 
5.3. Deep understanding - H1B.0 | H1C.0 | H2B.0 | H2C.0 
 
One-way ANOVA was run to determine if there are significant differences between the means of the 
groups on the use of the model or text only, in order to make observations on deep understanding. 
These are part of hypothesis H1B.0, H1C.0, H2B.0 and H2C.0.With initially testing the assumptions, we 
noticed several outliers in part 1 on problem-solving and Cloze test 2 scores and in part 2 on problem-
solving and Cloze test scores. Since we agreed not to shop on our data to get significant levels, the 
non-parametric Kruskal-Wallis H test was selected for further testing. Due to a version error in the 
second run of the experiment the data for Cloze test 2 was missing, the results are therefor left out of 
the analysis.  
With the Kruskal-Wallis H test the differences in mean scores between the two groups of the Model 
was determined.  
1. Median scores on problem-solving part 1 decreased from text (8.5) to model (8.0)  
2. Median scores on Cloze test 1 part 1 increased from text (60%) to model (70%) 
3. Median scores on problem-solving part 2 increased from text (6.5) to model (7.0) 
4. Median scores on Cloze test part 2 decreased from text (68.2) to model (63.6)  
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Distributions of scores were similar, as assessed by visual inspection of the boxplots, see Figure 7.  
 
Figure 7 Kruskal-Wallis boxplots 
But median scores were not statistically significantly different between groups for none of the 
variables, 1. χ2(1) = 1.348, p = .246, 2. χ2(1) = 2.900, p = .089, 3. χ2(1) = .609, p = .435, 4. χ2(1) = 2.018, 
p = .155. 
This means that we cannot statistically reject the null hypotheses H1B.0,s H1C.0 ,d H2B.0  and H2C.0 nor 
accept alternative hypotheses. Also for deep understanding it seems that in our case there is no real 
significance in the use of the model.  
 
5.4. Problem-solving and efficiency - H3.0 
 
A two-way ANOVA was conducted to examine the effects of problem-solving and efficiency and job 
level on the use of a UML model for maintenance. Residual analysis was performed to test for the 
assumptions of the two-way ANOVA. Outliers were assessed by inspection of boxplots, normality was 
assessed using Shapiro-Wilk's normality test for each cell of the design and homogeneity of variances 
was assessed by Levene's test. Apart from using text on a student job level, there were no outliers and 
also here we kept the data as-is. Residuals were normally distributed (p > .05), see Figure 20. There 
was homogeneity of variances, as assessed by Levene's test for equality of variances for both problem-
solving and efficiency of part 2, p = .347 and p= .220 respectively. 
There was no statistically significant effect between Model and Job level on problem-solving nor for 
efficiency with scores, F(2, 16) = .599, p = .561, partial η2 = .070 and F(2, 15) = .383, p = .694, partial η2 
= .087 respectively. Therefore, an analysis of the main effect for education level was performed, with 
no statistically significant results. 
This also means that we cannot statistically reject the null hypothesis H3.0 nor accept an alternative 
hypothesis.  
Looking at the individual hypotheses and parts of the experiment on the use of a UML model, we can 
conclude that the use of a model had no statistical effect on either shallow or deep knowledge within 
the context of our experiment.  
The statistics were not significant, but merely looking at the plots you could be led to believe that 
having a model does have a positive effect. This comes more into effect when taking the job level into 
account. As seen in Figure 8, the novices seem to score better in getting acquainted with the system 
when using a model, where the more experienced subjects score better with only the use of the text. 
And most probably the models they created for their own, and thus creating a stronger conceptual 
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model. It is however also visible in these plots that all the participants that used the model tend to 
take longer in answering the questions and thus have a lower efficiency.  
 
Figure 8 Estimated Means plots on Model and Job level on total score and efficiency part 1 
When looking at the second part, where all subjects got a basic level of the application and more 
maintenance related questions were asked, the effect of the model seemed to be lower for the more 
novice subjects, see Figure 9. The model also seemed to have some effect on the more experienced 
participants. Since the students answered more quickly in this second part and no conclusive effect 
can be drawn, this leaded to my personal believe that experiments with students have less value than 
using professionals.  
 
Figure 9 Estimated Means plots on Model and Job level on total score and efficiency part 2 
 
5.5. Between-group comparisons 
 
Violations of validity between groups was assessed with a Kruskal-Wallis H test, because the data was 
not normally distributed and outliers were detected. Assessing the time taken to conduct the 
questionnaires, differences were found between Medix and the following groups on both parts of the 
experiment, with respectively χ2(2) = 5.866, p = .053 and χ2(2) = 6.745, p = .034; see Figure 10. The 
reason for this difference could be, because the run at Mendix was the first test and the model-groups 
were split in a morning and afternoon session. The observers nor any other external influences were 





Figure 10 Time differences between groups 
 
When looking at education and job levels between the groups there was also a significant difference, 
which was expected since we used students in the last group. But, looking at the boxplots in Figure 11 
on education and job levels, the first group scored significantly higher. This could indicate a correlation 
between these levels and the time taken on a questionnaire, but no significant correlation was found. 
   
Figure 11 Education and job levels 
 
As a follow up, the three groups are compared in combination with the model and as assessed with a 
Kruskal-Wallis H test on all used dependent variables. The only statistically significant difference 
between the groups was on the model on time and total efficiency in part 1 and total score of part 2 
as seen in Figure 12. The reason for the time-part might be because of the effect the combined groups 
had on each other in the replications. The level of scoring was probably caused by a slight lack of 
interest by some of the students. 
 
Figure 12 Boxplots between groups comparisons  
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6. Discussion on validity 
 
Within the setting of the experiment, threats to validity were avoided as much as possible which lead 
to conducting a Family of Experiments between-subjects. The hypotheses were constructed in the 
theoretical context of the studied literature, meaning that no threat to construct validity is expected. 
A number of issues that may have threatened validity are discussed below.  
 Statistical validity: The significance was probably affected by the select number of  observations, 
since none of the results gave accuracy of the p-value and no statistically significant conclusions 
could be drawn from the data. This might have caused a Type II error, where we thought that no 
effect is measured.  Additional replications are therefore required to confirm or reject the results. 
 External validity: The results of these experiments were obtained in comparable settings with 
representatives in the field of software engineering. The number of maintainers was limited, 
which were available in the - not used - backup groups. In spite of this, we believed that this 
experiment could be considered appropriate to generalize after conducting more experiments. 
The participation by the subjects on the experiment was entirely voluntarily and apart from one 
very specific case, all subjects did their best on the tests. The speed at which some of the students 
finished the second part and the thus shown results are questionable, which might indicate that 
they had less interest in the exercise. 
 Internal validity: The experiment was setup to control for violations on internal validity by using 
a Family of Experiments with a between-subjects approach. The selected groups were all involved 
in software engineering and divided randomly for the use of the model. The participants were 
tested using the same questionnaire system and the questions were asked in the same order. On 
the first run, the time on individual questioned wasn’t measured due to a technical error, this 
limited the check on effectiveness. The material was translated In Dutch and English to avoid 
threats in comprehension.  Some English textual errors were found during the first run, which rose 
some questions, but this had no influence on the test results. The second Cloze test in the first 
part was not correct in the second run, due to a wrong version of the translation. These questions 
were left out of the data to avoid threats to validity. 
To avoid experimenter effects, the influence of the researchers was limited by using written 
information, with only a small explanation of the questions of part 1. This was done by the same 
researcher in all 3 runs. In the second run, we forgot to print the textual information, and was 
therefore read from screen. We believed that this wouldn’t pose a threat to validity. Grading was 
done by using multiple observers and running the statistics across the different groups all gave 
similar results. Violations on experimenter effects can thus be neglected. 
For one specific participant the data was removed due to nonsense reactions, but was expected 
not to cause any violation towards attrition. 
The experience on UML modelling, comprehension of the text, the ease use of the model and the 
questionnaires was questioned in the pre- and post-questions. The UML model wasn’t 100% 
correct UML and it is difficult to insert in all the business rules. The pretests also showed that the 
knowledge of modelling wasn’t overly available throughout all subjects. The text in the second 
part was initially thought to be easier to read for maintainers with logistical knowledge, but the 
post-questions on UML and questionnaires showed that the subjects were neutral in the ease of 
use on both parts, regardless of the logistical knowledge. One remarkable note can be made on 
multiple-choice question 6 of part 1, which nobody answered correctly. The information on this 
could only be found in the model but wasn’t picked up. This could mean that the model wasn’t 
clear enough, experience in UML modelling or the actual use of the model was limited.  
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7. Conclusion and recommendations 
 
My personal work-problem on maintenance could be stated as: “There is a lack in documentation on 
our known ERP application concerning its systems and processes. With the request to reduce costs 
and the foresight of knowledge evaporation, what kind of documentation would be needed to: 
a. Secure information concerning the current system and the processes? 
b. Speed up impact analysis and maintenance? 
c. Make onboarding of new employees easier and faster? 
d. Let people look beyond the scope of their own daily work? 
e. Help future projects to avoid knowledge gaps? 
The focus of this thesis was set on the second and last of these problems and could simply be put as: 
“Does a conceptual model help expert maintainers to maintain a known system?”. This with the intent 
that hired external consultants can perform at their best, with a minimal amount of time needed. 
The earlier findings from the literature (Arisholm et al., 2006; Gemino & Wand, 2005) suggested that 
using models have positive impact on the domain knowledge and the transfer of knowledge. It was 
recommended (Ana M. Fernández-Sáez et al., 2015; Scanniello et al., 2018) to use the UML diagrams 
created during the design phase, for software maintenance because of the improved understanding 
of the system. But when pressure and time are a constraint, documentation is less used and if the 
domain is known, the time taken to read UML diagrams is minimized (Ana M. Fernández-Sáez et al., 
2016). 
This was taken in mind with the setup of the between-subjects Family of Experiments, which was 
carried out with three groups using a text-only or text and UML model experiment. As noticed in the 
pre-questions, the expertise on modelling was limited in all groups, which posed a threat to internal 
validity. During the experiments we saw that a number of subjects who only received the text, started 
modelling themselves and tried to draw the relationships and fill in the blanks. All the subjects with 
the model at hand, took the model for granted and didn’t draw any models.  
From the statistics of our experiment, the conclusion was drawn that there was no significant 
difference between the use of a UML model or text-only, when looking at the transfer of domain 
knowledge. Either when getting to know a system or maintaining the by then known system on both 
surface as on deep understanding. There was however a slight difference in time and effectiveness, 
with a tendency that the groups with UML models needed more time to answer the questions.  
Concerning the difference between novice and expert maintainers there was also no statistical 
evidence that experts outperformed novices with the use of a UML model.  
Since we did not clearly write down who did or did not do the actual modelling in the text-only groups, 
nor how much time was spend on the UML model in the other groups. It is recommended to take 
notes on this in follow-up research. It is also recommended to extent the experiment with the two 
backup groups to gain more knowledge on how expert maintainers will respond to the use of UML 
models. Further replication of this experiment is advised to be done with UML practitioners. 
As questioned before, the above findings might indicate that creating a model, is more relevant than 
having a model. In the sense that it helps in creating a better cognitive model since the creation of 
conceptual models seems to be an important aspect of gathering domain knowledge. One could also 
opt for pre-documenting missing information and architecture recovery (Ding et al., 2014). If not used 
26 
 
for maintenance, it could be for onboarding new employees and let novices learn modelling in order 
to become experts. It is thus recommended to investigate further on this topic.  
Along with this we also questioned if UML models are clear enough in their use, since they don’t cover 






The research was done with three groups of participants. During these runs we recognize that there 
were minor startup problems. Feedback from our professor was that researchers often remove the  
initial 3 tests, and state these as dry runs to create an even better experimental setup. The use of UML 
compared with the level of expertise gave doubt for generalization. Also one of the subjects asked me 
if the experiment was more a cognitive challenge and test in reading comprehension, than the use of 
a model versus text. The fact that this subject was in the model-group, made me question if used the 
model. In this I at least agreed with (Ji-Ye Mao, 2000) in that novice subjects with a lack of knowledge 
on UML modeling will muddle through without correct use of the model.  
Also the question could be if UML is really the facto standard and suitable in this context. This is still 
to be answered and further research on this would be wise. Personally I would like to contact M. 
Chaudron on this at a later point in time. 
The questions themselves could have been looked at more in-depth, to exactly pinpoint the 
differences between a model and text in relation to maintenance. A good test could also have been 
to let the subjects model the requested enhancements prior to answering additional questions. 
Concerning the setup of the application for the experiment, knowledge was gained in the first part, 
but not to the extent of knowing all common options of the domain. The experiment did not test on 
real-life situations where domain experts know the extent of the application, rather than the 
appropriate business rules setup in the configuration and customization. A different setup with change 
requests, using application experts could be used in future research. 
The thesis and Family of Experiments was setup in a very decent and pleasant way, especially given 
the time constraints and personal workload. It helped to do this as a group and later with the only 
remaining and fellow researcher. This gave combined insights, hard deadlines and the will to do a 
better job, when working closely together. Also the literature research gave more insight on 
knowledgebase systems, which I haven’t used in-depth in this thesis. Paying heed upon documenting 
within my own organization, where most of the maintenance is done on the SAP ERP system, the need 
for documentation in knowledgebase systems is a necessity and a formal way of working is work in 
progress on which I would like to report later in time. 
I am very happy and glad to have done the setup together with Jos, the advices from our professor 
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Appendix A.  Case Text - ACME 
 
Part 1 - Text 
Airplane Controlled Maintenance Enterprise (Acme) is a company which is primarily focused on the 
maintenance of aircrafts. It’s located at Schiphol, where they have multiple hangars from which they 
performance maintenance. From every hangar only one maintenance action can be performed at the 
same time. Every airplane that returns to its base station Schiphol will deliver input to the 
maintenance system. 
To easily keep track of the current state of maintenance activities a mockup created of an app that 
helps managing this. It contains views with information on tasks performed by engineers, alerts, 
engineers and the aircrafts. The main dashboard shows an overview of items of the highest 
importance. It contains a list of recent malfunctions, with a date and some short descriptions. These 
malfunctions are based on the alerts that are stored by the planes during flight; these are 
automatically uploaded when the plane lands at Schiphol. Based on the severity of the alert the 
maintenance will be planned with a certain urgency, the planner will take care about handling this and 
ensures that a procedure is started. This procedure consists of multiple tasks, assigned to an engineer. 
On the dashboard there is also an overview of all assets that require maintenance. This overview 
contains the plane’s manufacturer, type, planned maintenance and its current location. The regularly 
scheduled maintenance depends on a couple of variables, such as flight hours, age and type of the 
plane. This overview can be used to assign maintenance tasks to an engineer. 
One of the top priorities in aviation industry is security. This results in a lot of rules and regulation 
concerning maintenance and thus results in standardized procedures and tasks for all kinds of 
maintenance. As part of a task, parts can be replaced, for each of which a specific manual should be 
available. To enable the planner to plan ahead, every task and procedure have an estimation of the 
time required to perform it. 
Engineers work according to standardized procedures, for both the regular maintenance work as well 
as for resolving malfunctions indicated by alerts. After all procedures and tasks are finalized an 
engineer should mark an alert as resolved. An engineer should be qualified to perform certain tasks, 
which is regulated by certification. Only certified engineers can be planned to perform tasks that have 
requirements on this. An engineer should report on working hours and note down his remarks. This is 
kept in the maintenance logs of the asset; all of the performed procedures form its maintenance 
history. 
An aircraft remains grounded as long as there are procedures being performed, or alerts haven’t been 
resolved yet. A plane can be parked in the hangar, but only one plane at the time is under 
maintenance. If a more complicated procedure needs to be performed a plane can be moved to a 
different hangar, as some of the required equipment is not available in every maintenance location. 
All alerts have to be resolved by an engineer before the procedure is resolved. An alert can be marked 
as resolved by performing a procedure that resolves the issue right away or based on testing in the 
procedure decide to plan the maintenance later as part of the regular schedule.  Based on this 
information the planner decides to put the airplane in or to take it out of operation. The hangar is 
available again for another maintenance procedure as soon as this has been done. If a plane reaches 




For this you can assume that there’s an unlimited amount of parts available in the local warehouse, 
which can be used without considering costs or whether it’s in stock. The planner will make sure that 
the required materials and engineers will be in the right hangar on time.  
 
Part 2 - Text 
Business is good for the Acme corporation and they want to upgrade their current systems. Mostly 
because of the higher demand on maintenance, they need to scale up the logistics part, but without 
increasing too much in costs. To take the high engineering personnel costs into account before starting 
a repair, the total costs should be estimated more reliably.  
Logistic errors are occurring more often, e.g. not all required materials are ordered in time by the 
planner, parts are lost or used in another maintenance location. This adds up to the maintenance time, 
resulting in aircrafts being grounded longer than expected. Other reasons for delays and high costs 
are sloppy engineers who don’t return parts after completing their maintenance tasks. This results in 
superfluous stock of parts. It’s also common that for some popular types of aircraft the maintenance 
is delayed because some parts have a high turnover rate a long delivery time.   
The local warehouse doesn’t have enough space to store all spare parts. The warehouse is therefore 
provided with exact stock locations which contain a certain minimal amount of stock for a certain part. 
Because not every part requires a high amount of stock, the system should order the right amount of 
parts for certain just-in-time from their supplier. 
To provide a more detailed cost overview for regular, scheduled maintenance, a specification of the 
estimated cost, parts, maintenance location and engineers should be supplied to the planner. This 
enables the customer to determine if it’s economically viable to continue with the maintenance or 
that the plane should be put out of service by the planner 
This requires the following changes to the system 
- The order process should be automated: it should take minimal stock amounts and rotation 
speed into account. Especially for products with a long delivery time. 
- Logistics between warehouse and hangars: parts should be automatically reserved at the 
warehouse based on the planning of tasks. This enables the planner to get an overview if the 
planned maintenance date is feasible. 
- Costs: a new overview should be added that displays the costs of the used parts, engineers 
and maintenance location for every maintenance service being performed. 
 
If there’s no supply the planner will contact the warehouse to order materials in time, this happens by 
phone and is not logged in the system. He can also request to change the minimal amount of stock for 




Appendix B.  Questions Case - ACME 
 
Part 1 – Questions + answers 
Comprehension question 
1. Maintenance tasks on an aircraft are performed by certified engineers, can an engineer be 
assigned to multiple maintenance locations per timeslot? [Model] 
No, see relation assigned_to from Engineer to Maintenance_Location in the knowledge model. 
2. If an aircraft touches down on Schiphol and sends over its notice to the maintenance system, it 
will always result in starting a procedure. [None] 
No, not in the model or text. 
3. The parts that are required for a maintenance task are determined while performing the task. 
[Text] 
No, tasks and parts are performed based on guidelines from a manual. 
4. There are always multiple engineers involved for performing a maintenance task. [Model] 
Yes, see relation quality_check from Task -> Engineer in the knowledge model. 
5. An alert with a status higher then warning leads to a single procedure, which consists of multiple 
tasks. [Text] 
No, an alert can consist of multiple procedures. See multiplicity Alert -> Procedure in the knowledge 
model. 
6. All alerts are inserted just automatically to the maintenance system [Model] 
No, there’s also a manual flow which facilitates pilots to pass information about a malfunction. 
See Alert – Source in knowledge model 
7. The estimated time to perform a difficult procedure is always known before start. [Model & Text] 
Yes, check the Procedure’s – Estimated_Time property in knowledge model and explanation in text. 
8. Work can be performed in multiple maintenance locations during a maintenance procedure of an 
aircraft. [Model & Text] 
Yes, there’s only one active maintenance location which is attached but this one can change during 
the procedure. This is expressed in the model as well as the text. 
9. The only way to resolve an alert is to complete the procedure attached to it. [Model & Text] 
Yes, see relation “resolves” from Procedure -> Alert and explanation in text. 
10. The planner contacts the pilot after touchdown to get the asset to the right location [None] 
No, not in the model or text. 
 
Problem solving 
1. How does the maintenance process ensure the quality of the performed task? Please name the 
four implemented measures: 
o The usage of standardized procedures and tasks  
o Quality check by another engineer (see quality_checked_by from Task -> Engineer) 
o Certifications of engineers (see certification of Engineer) 
o Parts are applied in a standardized way 




2. What should be taken into account while planning the work of an engineer? 
o The engineer should be available 
o The engineer should be certified to perform a certain task 
o The work location and / or equipment should be available, otherwise the assigned engineer 
can’t work there. 
o Urgency of the repair / alert 
o Estimated time of the repair 
3. Which properties of an aircraft effect the maintenance schedule? 
o Age 
o Amount of flying hours 
o Type of aircraft 
o Information from previous tests, procedures or other malfunction reports 
o Previous alerts, errors or failures 
o When was the last scheduled maintenance performed? 
o Current alerts, errors 
4. Which circumstances can keep an aircraft grounded? 
o Maintenance of an aircraft which is part of the regular maintenance schedule but isn’t 
performed in time 
o The plane has reached the maximum amount of flying hours 
o Alerts / tasks are not resolved, the procedures of these are still running 
 
Cloze test 
1. Based on the availability of a maintenance location / hangar / locationC1.1 an asset / aircraft C1.2 can 
be repaired by an engineer C1.3. The performed procedure / repair / (maintenance) task C1.4 is based 
on an automatic / manually C1.5 or automatically / manually C1.6 inserted alert. A (maintenance) 
procedure C1.7 contains multiple tasks, within a (maintenance) task C1.8 multiple parts / materials 
C1.9 can be used. Every part / material C1.10 has a manual. 
2. To release the asset / aircraft C2.1 a quality check / check / inspection / test /signoff C2.2 should be 
performed by another engineer C2.3 which ensures the plane can be set in operation / valid to fly / 
rotation / active C2.4 again. 
 
Part 2 – Questions + answers 
Comprehension question 
1. Is there a time limit for maintenance on an aircraft? [New] 
No, there might be a dependency because the cost of the repair, but none is given. 
2. Because the same type of aircraft often faces similar malfunctions, the turnover rate of these 
particular parts is lower. [Basic] 
No, the turnover of these parts is higher 
3. To improve stock availability and to minimize costs on spare parts, a minimal stock level is added 
as a property of a part. [New] 
Yes, minimum stock is applicable to parts 
4. The estimated maintenance time is of influence for the decision to take an aircraft out of order. 
[New] 
Yes, the estimated costs of the engineers and location are part of this decision. 
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5. For automatically booking a part at the local warehouse, the costs of these parts are included in 
the booking. [New] 
No, amount and preferred date are included. 
6. Costs of the needed hours for engineers, the hangar and the used parts can be calculated before 
the procedure starts. [New] 
Yes, procedures and tasks have a time attached. Tasks contain the used parts. 
7. Maintenance can still be planned in a hanger, even though the materials are being used in another 
hangar at this moment. [Basic] 
Yes, it is because there’s a maintenance slot that has procedures and parts included. 
8. To check the quality of a task a second engineer is planned as part of the procedure. [Basic] 




1. What would you add as a property to parts to improve its availability? 
o Minimal stock level 
o Current stock level / Available stock level 
o Turnover rate (popularity/usage of part) 
o Currently in use  
o Delivery time supplier 
o Related alert, belongs to critical or regular alert (and thus can be planned and ordered later) 
o Future use of part in relation with scheduled maintenance / demand 
o Location of part as a separate entity 
o MTBF 
 
2. What would you change in the system to provide more insight in the costs of maintenance tasks? 
o Costs/usage of a part (already visible in model) 
o Actual worked hours (in model & text part1) 
o Hourly cost of an engineer 
o Hourly cost of a hangar 
o Complete time of maintenance procedure (in hangar / on ground) 
o Cost/Time of maintenance procedures in history for future improvement 
 
3. What kind of additional information should be added to help the planner decide if maintenance 
is still economically viable? 
o Time/Costs of the (complete) maintenance 
o Cost (overview) of engineer/hangar/parts etc. 
o Future costs / gains of an aircraft  
o (Current) value of aircraft 
o Age of plane (flight hours left) 
 
4. The Boeing Max 737 has caused multiple crashes by similar malfunctions of a sensor. Regulation 
entity FAA decided to ground this type of plane. How would you report such a malfunction in our 
maintenance system? 
o By reporting this malfunction manually, for all aircraft of this type. 
o Adding a parameter to an alert to take the aircraft out-of-order. 
 
5. Procedures and tasks have a certain time-estimate to complete. How does Acme know the exact 
personnel costs at the end of the maintenance procedures of a specific airplane?  
35 
 
o The engineers record the actual time for a task.  
 
Cloze test 
1. The delivery time / availability / (minimal) stock level / turnover rate C1.1, delivery time / availability 
/ (minimal) stock level / turnover rate C1.2 and delivery time / availability / (minimal) stock level / 
turnover rate C1.3 of parts in the warehouse are needed to determine the (planned) date C1.4 for 
the next maintenance. 
 
2. If a part C2.1 reaches a minimum C2.2 stock level in the warehouse C2.3, an order C2.4 will be placed 
automatically at the supplier C2.5 by the unknown / system C2.6. When ordering parts just-in-time, 




Appendix C.  UML model 
 
 
            




Appendix D.  Samples T-Test 
Initial Samples T-Test to test the grading differences between the graders.  
 





Appendix E.  Descriptive statistics  
 
Figure 14 Tests of Normality 
 













Appendix F.  Statistics H1A / H2A 
 
 
Figure 17 Tests of normality 
 
 





Figure 19 Boxplot models for H1A and H2A on text/model 
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Appendix G.  Statistics H3 
 
 
Figure 20 Shapiro-Wilk's Tests of normality 
  
Figure 21 Estimated Means plots on Problem Solving and Job level 
 
  
Figure 22 Estimated Means plots on Model and Job level 
