



















2D-tasohyppelypelien  ja  varsinkin  metroidvania-lajityypin  kenttien  proseduraalinen
generointi  rajoittuu  usein  templatingin  käyttöön.  Työssä  tutkittiin  käsinvalikoituja
sisällöntuotanto- ja luolastongenerointi-algoritmeja. Työssä toteutettiin kyseiset algoritmit
sekä  kenttien  toimivuuden  testaukseen  kehitettiin  testiympäristö.  Toteutus  tehtiin
Unity3D-pelimoottorilla Linux-käyttöjärjestelmässä.
Opinnäytetyössä  verrattiin  toisiinsa  klassisen  luolastogeneroinnin  ja  tutkimustyön
tuloksena yhdisteltyjen algoritmien tuottamien kenttien tuloksia. Luotuja kenttiä verrattiin
myös Metroidvania-kentistä analysoituihin kriteereihin.
Testiympäristö kehitettiin asteelle,  jossa voidaan testata luotuja kenttiä pelinsisäisesti.
Pelattavia  kenttiä  saatiin  toteutettua  molemmilla  tavoilla.  Yhdistellyt  ja  muokatut
algoritmit  olivat  kuitenkin  selkeästi  rakenteellisempia  ja  pääsivät  lähemmäksi
Metroidvania-kenttämäisyyttä.
Muiden  algoritmien  vaikutus  klassisen  luolastogeneroinnin  lisäksi  jäi  vajavaiseksi.
Ainoastaan space colonization -algoritmilla oli  merkittävä vaikutus. Algoritmeilla luotiin






















Procedural generation of levels in 2D-platformers and especially in metroidvania-games
is usually restricted to templating. Hand-picked content creation and dungeon generation
algorithms were analysed and implemented. To determine the viability of  the created
levels, a testing environment was implemented. Implementation was done on Unity3D
game engine using Linux operating system.
The results of creating levels with both classical  dungeon generation algorithms and
combining and modifying analysed algorithms were compared with each other. Created
levels were also compared against an analysis of Metroidvania levels.
The testing environment was developed so that the results could be tested. Playable
levels were created with both of the methods.  However,  the combined and modified
version generated more structural levels, and were also closer to Metroidvania-levels.
Using other algorithms for generating levels other than classical  dungeon generation
was not completely useful. Only the usage of space colonization algorithm provided any
noticeable positive effect. To create a completely working level,  more than just  level
geometry is needed, which requires more research and development. The results are
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Sisällöntuotantoalgoritmeja  käytetään  usein  toteuttamaan  monimutkaisia
sisältöjä,  kuten  kohinakarttoja  tai  monimutkaisia  orgaanisia  järjestelmiä.
Algoritmit  on usein luotu tietyntyyppisen sisällön luontiin – esimerkiksi  space
colonization -algoritmi on luotu puiden laskennalliseen tuottamiseen. Algoritmeja
voidaan  soveltaa  ja  käyttää  moniin  muihinkin  tarkoituksiin,  esimerkiksi  2D-
tasohyppelypelin  kenttien  luontiin,  mikäli  sopivat  muutokset  tai  jatkokäsittelyt
vain löydetään.  
Nykyään onkin enenevässä määrin 2D-tasohyppelypelejä, jotka jollain tasolla
luovat omat kenttänsä eri generointialgoritmeilla. Niissä on usein käytetty itse
peliä varten suunniteltua algoritmia tai algoritmien yhdistelyä. Valitettavan usein
ne  kuitenkin  pohjautuvat  templatingiin  eli  mallikopiointiin,  joka  usein  tuottaa
toistavaa rakennetta.  
2D-tasohyppelypelikenttien  luominen  proseduraalisesti  on  monivaiheinen
prosessi.  Kentän  määritelmään  usein  kuuluu  kenttägeometrian  lisäksi  myös
vihollisten,  tavaroiden  sekä  tasojen  sijoittelu.  Tässä  työssä  keskitytään
pelkästään kenttägeometriaan.
2D-tasohyppelypeleistä  olen  valinnut  alagenren,  metroidvania.  Sana  on
yhdistelmä pelien nimistä,  Metroid ja Castlevania. Molemmille pelisarjoille on
tyypillistä isot alueet, usein jopa vain yksi iso yhdistynyt kartta. Pelit keskittyvät
huoneiden  tutkimiseen,  vihollisten  kanssa  taisteluun  ja  hahmonkehitykseen.
Yksi iso kartta, jossa kaikki huoneet ovat saavutettavissa, tekevät Metroidvania-
kenttien luomisen yleisillä sisällöntuotantoalgoritmeilla sopivammaksi. 
Työssä  tutkitaan  muutamia  algoritmeja,  sekä  yleisemmän  sisällöntuotannon
puolelta  että  ylhäältä  kuvattujen  pelien  luolastogenerointimenetelmiin,  ja
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selvitetään,  voiko  näitä  algoritmeja  yhdistämällä  ja  muokkaamalla  tuottaa
kenttägeometrialtaan pelattavia Metroidvania-kenttiä.
Markkinoilla on tällä hetkellä hyvin vähän pelejä, jotka tuottavat Metroidvania-
kenttiä,  tai  edes  yleisesti  2D-tasohyppelipelikenttiä,  proseduraalisesti  ilman
templatingia.  Algoritmit  ollaan  pyritty  valitsemaan  niin,  että  ne  tuottaisivat
vähemmän  toistavaa  kenttärakennetta.  Algoritmien  soveltuvuus  kenttien
luomiseen arvioidaan useiden vuosien peliohjelmointityökokemuksen pohjalta.
Luotuja  kenttiä  varten  toteutetaan  testiympäristö.  Testiympäristön  avulla
voidaan todentaa algoritmin tuottamat tulokset. Tämän työn keskeinen tarkoitus
ei  ole  testiympäristön  kehittäminen  peliksi,  joten  sen  graafinen  ulkoasu,
äänimaailma  sekä  muut  pelilliset  ominaisuudet,  kuten  edellä  mainitsemani
vihollisten ja tavaroiden sijoitus ja suunnitelu,  voi  jäädä hyvinkin vajavaisiksi.
Tämä ei kuitenkaan haittaa, sillä testiympäristön tarkoituksena on vain todentaa
tutkimus- ja kehitystyön tulokset.
1.1 Tavoite ja tutkimuskysymykset
Tavoitteena on yhdistellä esiteltyjä algoritmeja niin, että niistä saadaan luotua
2D-tasohyppelypelien,  erityisesti  metroidvania-tyyppisten  pelien  kenttänä
toimivia  kenttägeometrioita.  Lisäksi  analysoidaan,  voisivatko  pelkästään
perinteiset  ylhäältä  kuvattujen  luolastojen  generointimenetelmät  toimia
metroidvania-kenttien  luomisessa,  vai  antaisivatko  muihin  tarkoituksiin
suunnatut,  geneerisemmät  generointialgoritmit  mielekkäämpiä,  paremmin
analysoidut kriteerit täyttäviä rakenteita.
Lopuksi selvitetään miten valittuja algoritmeja täytyy muuttaa tai muokata jotta
niillä voidaan tuottaa kenttiä, jotka täyttävät metroidvania-kentistä analysoidut
kriteerit. Kriteereitä ovat muunmuassa kenttien läpäistävyys ja kiertorakenteet.
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Nämä analysoidaan tarkemmin ennen toteutusta.  Keskeisin  tavoite  on luoda
algoritmeilla kenttägeometria, jota testataan runkopelillä.
Osaltaan  työssä  ja  tutkimuksessa  tavoitteena  on  selvittää  henkilökohtaisen
osaamisen taso; osaanko minä toteuttaa tällaisen työn? Toisaalta, juuri tällaista
ei ole aikaisemmin tehty, tai ainakin hyvin harva on yrittänyt. Vastaavanlaisia
yrityksiä ei ole tehty paljon, joten työssä pyritään myös selvittämään, onko 2D-
tasohyppelypelien kenttägeometrian proseduraalinen generointi mahdollista tai
saako siitä mitään lisäarvoa.
1.2 Työkalut
Kaikki  työ,  mukaan  lukien  raportointi,  toteutetaan  Linux-käyttöjärjestelmällä.
Pääosa  työkaluista  on  vapaata  ohjelmistoa,  kuten  kirjoittamiseen  käytetty
LibreOffice  tai  ohjelmointiin  käytetty VSCode.  Algoritmien toteutus,  lopullinen
kenttägeometriaan  luontiin  tarkoitettu  algoritmi  sekä  testiympäristö  kuitenkin
tehdään  Unity3D-pelimoottorilla,  joka  on  suljetun  lähdekoodin  kaupallinen
ohjelmisto. 
Unity3D-pelimoottori  on  kuitenkin  ilmaiseksi  käytettävissä  ja  sillä  tehtyjä
tuotoksia voi myydä tiettyyn tulorajaan asti. Pelimoottori on todella suosittu ja
helppokäyttöinen,  ja  sillä  voi  todella  nopeasti  tehdä  prototyyppejä.  Tämän
lisäksi olen itse käyttänyt kyseistä pelimoottoria päätoimessani jo useamman
vuoden  ajan.  Näin  työssä  voidaan  keskittyä  algoritmien  tutkimiseen  ja
toteuttamiseen  uuden  pelimoottorityökalun  opettelemisen  sijasta.  Työn
tärkeimmät  tavoitteet  ovat  kuitenkin  algoritmien  tutkiminen,  eikä  se,  millä




Odotukset ovat kolmijakoiset. Ensimmäinen odotettu tulos on saada yhdisteltyä
esitellyt  algoritmit  ja  menetelmät  (pois  lukien  templating)  niin,  että  niistä
saadaan kenttägeometriaan liittyvää dataa ulos. 
Toiseksi odotan yhdisteltyjen algoritmien avulla luodun kenttägeometrian olevan
strukturoidumpi ja vähemmän sattumanvarainen kuin klassisella dungeon map
-generoinnilla  luotu  kenttägeometria.  Kolmas  tulosodotus  on  testiympäristön
toteutuksen  onnistuminen  niin,  että  sitä  voi  käyttää  kenttägeometrian
todennukseen,  eikä  tarvitse  käyttää  pelkästään  debuggaamista  varten
visualisoitua dataa tulosten todentamiseen.
2 Dungeon map -generointimenetelmiä
Dungeon  map  -generointialgoritmeja  käytetään  pääosin  roguelike-pelien
kenttien  eli  luolastojen  luomisessa.  Roguelike-pelit  ovat  osaltaan  hyvin
samankaltaisia  kuin  metroidvania-pelit.  Roguelike-peleissä  pelin  näkymä  on
kuitenkin ylhäältä alaspäin eikä sivusta kuvattu sekä kenttägeometria on usein
väljempi.
Dungeon  map  -generoinnin  voi  pääosin  jakaa  kahteen  erilliseen  osioon:
huoneiden luontiin ja tunneleiden luontiin. Templating on myös eräs dungeon
map -generoinnin käytetyimmistä menetelmistä. Templating ei suoranaisesti liity
kumpaankaan;  sitä  kuitenkin  voidaan  käyttää  molemmissa.  Templatingiä





Templating on tapa, jolla yhdistetään proseduraalinen generointi ja perinteinen
sisällöntuotanto.  Ensin  suunnitellaan  osia,  joiden  halutaan  olevan  mukana
luodussa kentässä, ja sitten luodaan kenttä käyttäen eri algoritmeja niin, että
kentälle asetettavat osat valitaan suunniteltujen osien joukosta.
Esimekiksi  Diablo  3:ssa  luodaan  luolastot  niin,  että  jokaiselle  kentälle  on
muutama eri arkkityyppinsä. Näihin arkkityyppeihin on määritelty alueet, jotka
luodaan proseduraalisesti, sekä alueet, joiden kohdille asetetaan jokin valmiiksi
suunnitelluista  palasista.  Näin  yhdistämällä  saadaan  sekä  proseduraalisen
generoinnin variaatiota että valmiiksi suunnitellun, tarkkaan mietityn ratkaisun
hyödyt (kuva 1).
Myös  kenttägeometria  itsessään  luodaan  templatingillä:  kenttää  luodessa
valitaan osakirjastosta osa, joka sijoitetaan karttaan, ja jatketaan luontia. Kartta
luodaan siis kokonaan templatingillä: ensin kenttägeometria valmiiksi luoduista
Kuva 1. Staattinen Diablo 3 
-kenttä, jossa näkyvillä kohdat 




osista,  ja  sitten  valmiiksi  suunniteltuja  alueita  ripotellaan  kenttään,  mikäli
kenttään on luotu kohta johon niitä voi laittaa.
Muita  templatingia  käyttäviä  pelejä  on esimerkiksi  Rogue Legacy ja  Chasm.
Nämä pelit käyttävät valmiiksi luotuja huoneita, joiden järjestystä vaihdellaan.
Myös  Abyss  Odysseyssä  käytetään  templatingia  yhteenliittämällä  valmiiksi
rakennettujen luolastojen osia.
Templatingin suurin ongelma on rakenteiden toistuvuus. Vaikka itse toteutetut
osat  olisivatkin  mielenkiintoisia,  ehkä  jopa  mielenkiintoisempia  kuin
proseduraalisesti generoidut on niiden toistuva käyttäminen puuduttavaa. Tätä
voi lieventää tietysti tekemällä enemmän osia: mitä suurempi osien otanta, sitä
vähemmän tulee toistuvuutta. Samalla toki työmäärä kasvaa. 
Parempi  tapa  olisikin  kehittää  algoritmia  niin,  että  templatingiä  ei  tarvita.
Metrdoivania-kenttiin  sitä  voisi  kuitenkin  käyttää  mielenkiinnon  lisäämiseksi
satunnaisesti, esimerkiksi erikoistapahtumien, kuten erikoistavaran, tehtävän tai
parannuspisteen, luontiin. 
2.2 Huoneiden luonti
Huoneiden  luonnissa  keskitytään  luolaston  huoneiden  määrään,  kokoon  ja
sijaintiin.  Yleisesti  dungeon  map  -generoinnissa  käytetään  yksinkertaista
algoritmia:  luodaan  satunnaisen  kokoinen  huone  annetuilla  määrittelevillä
arvoilla  satunnaiseen  paikkaan,  ja  mikäli  se  menisi  jo  valmiiksi  luotujen
huoneiden päälle, yritetään uudestaan. Tätä toistetaan, kunnes luolastossa on
tarpeeksi  huoneita.  Näin  huoneiden  asettelu  on  tehty  esimerkiksi  Angband-
roguelike-pelissä. (Nystrom 2014.)
Tällaisessa  huoneen  luonnissa  vaarana  on  mahdollisuus  loputtomaan
silmukkaan. Laskemalla huoneiden määrän ja koon raja-arvon oikein voidaan
tätä  välttää,  mutta  riski  on  kuitenkin  olemassa.  Parempi  tapa  on  laskea
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yrityskertoja. Esimerkiksi jos huoneenasettamisen yrityskertojen maksimimäärä
on  200,  yritetään  luoda  huonetta  200  kertaa  luolastoon.  Mikäli  uusi  huone
onnistutaan  luomaan,  nollataan  laskuri.  Jos  200  kertaa  täyttyy,  luolaston
huoneiden luonti on valmis (kuva 2). (Nystrom 2014.)
Huoneiden  asettelua  voisi  käyttää  metroidvania-kenttien  luonnissa  lähes
sellaisenaan.  Huoneiden  sijainti  on  kuitenkin  tällä  tavoin  luotuna  todella
strukturoimaton.  Rakennetta  voisi  mahdollisesti  kohdentaa  paremmin
metroidvania-kenttien  luomiseksi  käyttäen  esimerkiksi  space  colonization
-algoritmia, ja luoda huoneet näin saatujen järjestelmäpisteiden kohdille. Space
colonization  -algoritmiin  voisi  asettaa  suuntarajoituksia,  jotka  lisäisivät
metroidvania-kenttämäistä rakennetta.




Pelkästään huoneita täynnä oleva luolasto ei  ole vielä pelattavissa.  Huoneet
täytyy jollain tavalla yhdistää, jotta niiden välillä voi liikkua. Tunneleiden avulla
pelaaja  (ja  viholliset)  voivat  siirtyä  huoneista  toisiin  (kuva  3).  Tunneleiden
luomisessa  käytetään  usein  jotain  maze  generation  -algoritmia  tai  drunkard
walk  -algoritmia,  joka  on  myös  monen  maze  generation  -algoritmin  pohjalla
(Buck 2011a).
Maze  generation  -algoritmeja  sokkelon  luontiin  on  useita.  Lähes  kaikkien
pohjalla kuitenkin toimii drunkard walk -algoritmi, jonka avulla määritellään usein
sokkelon  satunnaisuus.  Käytännössä  kaikkea  satunnaista  ruudukossa
liikkumista, jossa kaikki mahdolliset suunnat ovat yhtä todennäköisiä, voidaan
sanoa drunkard walk -algoritmiksi.
Kuva 3. Luolaston huoneet yhdistetty tunneleilla. (Nystrom 2014.)
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Drunkard walk  -algoritmissa valitaan satunnainen sijainti,  ja  joka kierroksella
liikutaan  satunnaiseen  suuntaan:  ylös,  alas,  oikealle  tai  vasemmalle.  Mikäli
suunta johtaisi alueelta ulos, liikettä ei tehdä. Maze generation -algoritmeissa
tätä  käytetään  niin,  että  mikäli  solu  johon  mennään  on  käymätön,  tehdään
kulkuyhteys  aikaisemman ja  uuden solun  välille.  Parhaiten  tämä tulee  esille
Aldous-Broderin  algoritmissa,  joka  luo  samalla  todennäköisyydellä  eri
vaihtoehtojen joukosta sokkelon. (Buck 2011a.)
Recursive  backtracking  -algoritmissa  drunkard  walk  -algoritmilla  liikutaan
satunnaisesti, ja merkataan reitti aina kun tulee uusi, käymätön sijainti, kuten
Aldous-Broderin  algoritmissakin.  Suuntaa  ei  kuitenkaan  valita  kaikista
suunnista,  vaan  ainoastaan  läpikäymättömistä  suunnista.  Kun  käy  niin,  että
sijainnilla ei ole läpikäymättömiä naapureita, palataan taaksepäin. Sijainnin, jolla
on vielä läpikäymätön naapuri, löydyttyä jatketaan algoritmia. 
Recursive  backtracking  -algoritmi  on  suhteellisen  nopea  ja  tuottaa  mukavia
algoritmeja. Algoritmi ei kuitekaan tuota kaikkia mahdollisia sokkeloita samalla
todennäköisyydellä,  ja  sen  tuottamissa sokkeloissa  on  usein  pitkiä  käytäviä.
Recursive backtracking -algoritmi ei näin ollein sovellu kaikkiin tilanteisiin. (Buck
2011b.)
Primin  algoritmilla,  kuten  muillakin  maze  generation  -algoritmeilla,  luodaan
pienin  virittävä  puu,  jota  kaikki  täydelliset  sokkelot  ovat.  Hiukan muokattuna
Primin  algoritmin  pystyy  ottamaan  käyttöön  sokkeloiden  luonnissa.  Primin
algoritmi  usein  tunnetaankin  samannimisenä  maze  generation  -algoritmina.
(Buck 2011c.)
Primin  maze  generationiin  muokattu  algoritmi  toimii  niin,  että  jokaisella
kierroksella  valitaan  reunasolujen  -  solut  jotka  ovat  jo  sokkelossa  olevien
solujen  vierellä  -  joukosta  satunnaisesti  yksi  solu.  Tämä  solu  yhdistetään
vieressä, jo sokkelossa olevaan soluun. Mikäli  vieressä, jo sokkelossa olevia
soluja  on  useita,  valitaan  niistä  satunnaisesti  yksi.  Nyt  kaikki  viereiset,  ei
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sokkelossa olevat solut lisätään reunasolujen joukkoon, ja poistetaan solu, joka
juuri lisättiin sokkeloon, reunasolujen joukosta. (Buck 2011c.)
Primin algoritmi on nopea ja muistitehokas. Primin algoritmi tuottaa kuitenkin
helposti  todella  polveilevaa  ja  umpikujaista  sokkeloa,  joten  se  ei  sovellu
geneeriseksi algoritmiksi ihan kaikkialle. (Buck 2011c.)
Tällä hetkellä monipuolisin maze generation -algoritmi on growing tree -algoritmi
(kuva  4),  jolla  voi  aktiivisen  solun  –  solu  jolla  on  vielä  prosessoimattomia
naapureita - valintakriteeriä muuttamalla toteuttaa sekä recursive backtracking
-algoritmin  ottamalla  uusimman  solun  että  Primin  algoritmin  ottamalla
satunnaisen solun. (Buck 2011a.)
Mikäli metroidvania-kentät luodaan niin, että huoneet luodaan ensin, täytyy ne
yhdistää  jollain  tavalla,  jotta  pelaaja  pääsee  niihin  käsiksi.  Maze  generation
-algoritmeja,  ja  varsinkin  growing  tree  -algoritmia,  voisi  käyttää  siihen
vaiheeseen.  Jos  space  colonization  -algoritmilla  luodaan  huoneiden  paikat,
voitaisiin  huoneita  yhdistävät  tunnelit  luoda  jokaiselle  huoneparille  erikseen
growing  tree  -algoritmeilla.  Huomioitavaa  kuitenkin  on,  että  mikäli  space
colonization  -algoritmin  kasvusuunnat  rajoitetaan  ruutupohjaiseksi,  on  se
Kuva 4. Growing tree 
-algoritmi keskivaiheilla. 
Punaiset solut ovat aktiivisten
solujen listalla. (Buck 2011d.)
15
 
itsessään ns. sparse maze generation -algoritmi: tällöin luodaan sokkelo, jonka
kaikki ruudut eivät ole käytössä.
3 Yleisiä generointimenetelmiä
Yleisillä  generointimenetelmillä  tarkoitetaan  tässä  työssä  kaikkia  algoritmeja,
joilla  luodaan  sisältöä,  joka  ei  suoranaisesti  liity  peleihin  tai  tarkemmin
metroidvania-tyyppisiin 2D-tasohyppelypeleihin. Yleisistä algoritmeista on valittu
kolme  algoritmia,  jotka  on  ammattikokemuksen  perusteella  todettu  sopivan
metroidvania-kenttien luomiseen, mikäli niitä sovellettaisiin ja muokattaisiin.
Jokaisesta  algoritmista  esitellään  itse  algoritmi,  siitä  tulevat  lopputulokset
(esimerkikiksi  kohinakartat,  puurakenteet  tai  vaikka  korkeuskartat)  sekä  sen,
mihin  algoritmia  yleensä käytetään ja  kuinka algoritmi  toimii.  Tämän jälkeen
pohditaan,  kuinka  kyseisellä  algoritmilla  voisi  toteuttaa  metroidvania-kenttiä
sekä kuinka paljon muutoksia algoritmiin joutuisi  tekemään. Kolme algoritmia
esitellään: Perlin noise -algoritmi, midpoint displacement -algoritmi sekä space
colonization -algoritmi. 
3.1 Perlin noise
Perlin noise -algoritmi on Ken Perlinin vuonna 1983 kehittämä gradient noise
("väriliukuinen  kohina")  -algoritmi.  Kohina-algoritmia  käytetään  yleensä
tietokonegrafiikan  laskennalliseen  luomiseen.  Perlin  noise  -algoritmi  voidaan
laskea  missä  tahansa  kokonaisluku-ulottuvuudessa,  joskin  se  yleisimmin
lasketaan kahdessa ulottuvuudessa (kuva 5). (Perlin 1999.)
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Perlin  työskenteli  1980-luvun  alussa  Tron-elokuvan  parissa.  Hän  kyllästyi
tietokoneella luotujen tekstuurien "tietokonemaisuuteen", ja kehitti oman kohina-
algoritminsa,  joka  näyttäisi  luonnollisemmalta.  Tätä  algoritmia  käytettiinkin
elokuvan proseduraalisten  tekstuurien  luomiseen.  Perlin sai  Academy Award
-palkinnon vuonna 1997 työstään Perlin noise -algoritmin ja kohina-algoritmien
kehittämisessä.  1980-luvun  jälkeen  Perlin  noise  -algoritmia  ja  muita  kohina-
algoritmeja on käytetty elokuvissa ja muussa mediassa enenevissä määrin, ja
nykyään  on  hankala  löytää  valtavirran  elokuvaa,  jossa  ei  käytettäisi  jotain
kohina-algoritmia. (Perlin 1999.)
Perlin  noise  -algoritmia  voidaan  käyttää  moneen  eri  tarkoitukseen,  jossa
tavoitteena on luonnollisen oloinen tuotos.  Esimerkiksi  savu-  ja  sumu-efektit,
maasto,  erilaiset  pinnat  (maalattu  seinä,  jne.)  voidaan  teksturoida  kohina-
algoritmia  avuksi  käyttäen.  Näin  niihin  saadaan  luonnollisen  näköinen
lopputulos. 
Kuva 5. Kaksiulotteinen Perlin noise -algoritmilla
luotu kohinakartta (Kensler 2015).
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Perlin  noise  -algoritmia  luodaan  ruudukkoon,  jonka  jokaiseen  risteyskohtaan
luodaan satunnainen väriliukuyksikkövektori.  Jokaisen 2 x 2 -ruudukkoalueen
arvot  lasketaan  käyttämällä  interpolaatiofunktiota.  Perlin  noise  -algoritmissa
käytetään interpolaatiofunktiona peilattua Smoothstep-funktiota, joka on ajettu
ajan itseisarvolla. Aika (t) on arvojen -1 ja 1 välillä (molemmat inklusiivisiä), jotta
saadaan pehmeä ylösnouseva ja alaslaskeva käyrä (kuva 6). (Kensler 2015.)
Tämä interpolaatiofunktio ajetaan 2 x 2 -ruudukkoaluelle erikseen sekä x- että
y-akselilla,  ja  kerrotaan  tuloksena  syntyvät  arvojoukot  keskenään.  Tämän
jälkeen kyseisen 2 x 2 -ruudukkoalueen risteyksessä olevan väriliukuvektorin
sekä  x-  ja  y-arvojen  kesken  lasketaan  pistetulo,  joka  kerrotaan  vielä
interpolaatiofunktion kanssa (kuva 7). (Kensler 2015.)





2D-tasohyppelypelien  tasonluontiin  algoritmilla  ei  ole  suoraa  verrattavuutta.
Perlin  noise  -algoritmia  voisi  käyttää  ainakin  siihen,  että  loisi  ns.  "kuumia
pisteitä"  tueksi  joko  jollekin  toiselle  algoritmille,  tai  suoraan  kentässä
käytettävän liiketason luomiseksi.
Ruudukon  kokoa  säätämällä  pystyisi  määrittelemään  alueiden  koon.
Yhdistelemällä kahta tai useampaa generoitua kohinaa keskenään, voisi tehdä
erilaisia  yksityiskohtia.  "Kuumiin  pisteisiin"  voi  luoda  erilaisten  sääntöjen  –
Kuva 7. 2D Perlin noise -algoritmin luoma kohina, havainnollistettu ruudukon ja 
väriliukuvektorien kanssa (Kensler 2015) .
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esimerkiksi  että  yksikään taso ei  saa olla  toista  tasoa pelihahmon korkeutta
korkeammalla – avulla tasoja, joilla pelaaja voi hyppiä ja liikkua.
Kohinaa  ja  niiden  alueita  voi  myös  käyttää  pohjittamaan  esimerkiksi
myöhemmin  esiteltävää  space  colonization  -algoritmia.  Space  colonization
-algoritmi luo ns. reittiä, joka polveilee ja haarautuu. Se tarvitsee toimiakseen
pistepilven,  jotta  algoritmi  "löytää"  oikean  kohdan  minne  seuraavaksi  reittiä
viedä. Pistepilven käyttö simuloi orgaanista kasvamista, jossa kasvetaan sinne,
missä on otollisimmat kasvualueet. 
Perlin  noise  -algoritmilla  voisi  määritellä,  miten  pistepilven  kontrollipisteet
muotoutuvat:  Perlin  noise  -algoritmilla  generoitu  2D-kartan  piste  voisi  toimia
suoraan todennäköisyytenä siihen, muodostuuko kyseiseen kohtaan piste vai
ei. Tämä ohjaisi todennäköisesti space colonization -algoritmia muodostamaan
mitä mielenkiintoisempia reittejä.
3.2 Midpoint displacement
Ensimmäisiä kertoja midpoint displacement -algoritmia käytettiin jo 1920-luvun
alkupuolella  fraktaalimatematiikan saralla.  Myöhemmin algoritmia  on  käytetty
useaan otteeseen tietokonegrafiikassa. (Tsai 2003.)
Midpoint displacement -algoritmia ei pidä sekoittaa Diamond-Square-algoritmiin
(Fournier,  Fussel & Carpenter 1982), jolla voidaan luoda 3D-maastoa. Usein
näin kuitenkin käy, sillä Diamond-Square-algoritmi käyttää hyvin samankaltaista
menetelmää.  Diamond-Square-algoritmi  tunnetaan  myös  random  midpoint
displacement  fractal  -algoritmina,  ja  se  voidaankin  mieltää  kolmanteen
ulottuvuuteen laajennetuksi midpoint displacement -algoritmiksi. 
Algoritmin  toimintatapa  on  yksinkertainen:  kahden  pisteen  välillä  on  jana.
Tämän janan keskelle luodaan piste, jonka korkeutta muutetaan satunnaisella
arvolla, joka luodaan tietylle lukuvälille. Seuraavaksi lukuväliä pienennetään, ja
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jaetaan  nyt  muodostuneet  janat  samalla  tavalla  kuin  ensimmäinenkin.  Tätä
jatketaan, kunnes tarvittava määrä iteraatioita on suoritettu (kuva 8). (Johnson
2016.)
Midpoint  displacement  -algoritmilla  voidaan  luoda  fraktaaliviivaa,  joka  voi
esimerkiksi  kuvantaa rantaviivaa.  Midpoint  displacement  -algoritmilla  luodaan
myös esimerkiksi vuorien siluettia taustalle.
Algoritmin  käyttö  2D-platformereissa  saattaa  helposti  rajoittua  juurikin
taustagrafiikan generointiin. Esimerkiksi parallax-scrolling yhdistettynä kolmeen
tai useampaan tällaiseen vuorisiluettiin niin, että eri tasot on värjätty eri tavalla,
saisi aikaisiksi todennäköisesti silmää miellyttävän dynaamisen taustan.
Midpoint  displacement  -algoritmia  voisi  kuitenkin  käyttää  myös
kenttägeometrian  luomiseen:  esimerkiksi  luolasto-aiheisissa  kentissä
kenttägeometrian  voisi  hyvinkin  uskottavasti  luoda  midpoint  displacement
-algoritmilla. Tässä tapauksessa algoritmia voisi muokata niin, että muutokset ja
puolivälikohdat katsottaisiin janasuuntaisella kuvitteellisella akselilla, sen sijasta




että se katsottaisiin x- ja y-akselilla. Tämä todennäköisesti lisäisi elävyyttä sekä
toisi luotuun kuvioon mukaan niin kutsuttuja taskuja, joka kuvastaisi luolatilaa
paremmin.
3.3 Space colonization
Space colonization -algoritmia (Runions, Lane & Prusinkiewicz 2007) käytetään
erilaisten  orgaanisten  järjestelmien,  kuten  verisuoniston,  tieverkoston  tai
hermojärjestelmän, mallintamiseen. Yleisimmin sitä käytetään kuitenkin puiden
(kuva 9) generointiin.
Space  colonization  -algoritmi  on  jatkokehitetty  open  leaf  venation  pattern
-algoritmista  (Runions,  Fuhrer,  Lane,  Federl,  Rolland-Lagan  &  Prusinkiewicz
2005), joka toimii vain kahdessa ulottuvuudessa. Space colonization -algoritmi
toimii  sekä  kolmessa  että  myös  kahdessa  ulottuvuudessa,  mikäli  algoritmin




parametrinä toimivan peittoalueen kokoa säätää niin, että jokin ulottuvuuksista
on 0.
Algoritmin toiminta simuloi tilannetta, jossa tietty kasvava, haarautuva yksikkö
kilpailee itsensä (tai miksei muidenkin) kanssa tilasta. Esimerkiksi puut ja kasvit
kilpailevat auringonvalosta, tieverkostot positiivisista maasto-olosuhteista ja niin
edelleen.  Space  colonization  -algoritmi  voidaan  jakaa  kolmeen  vaiheeseen:
peittoalueen  luontiin,  houkuttelupisteiden  vaikutuksen  järjestelmäpisteisiin
laskemiseen sekä houkuttelupisteiden poistoon.
Ensin luodaan peittoalue. Peittoalueen kokoa ja muotoa muuttamalla voidaan
määritellä  lopullisen  tuloksen  muotoa.  Peittoalueen  sisälle  luodaan  joukko
houkutuspisteitä.  Ensimmäisellä  iteraatiolla  verrataan  puun  (tai  muun
järjestelmän)  ensimmäisen  pisteen  ja  houkutuspisteiden  etäisyyttä.
Houkutuspiste  vaikuttaa  ainoastaan  lähimpää  järjestelmäpistettä,  vaikka  se
olisikin  muuten  järjestelmäpisteen  vaikutusetäisyydellä.  Mikäli  se  on
vaikutusetäisyydellä, se lasketaan mukaan joukkoon, jotka houkuttelevat puu-
eli järjestelmäpistettä (kuva 10a,b).
Kaikista  järjestelmäpistettä  houkuttelevista  pisteistä  lasketaan  normalisoitu
vektori suhteessa järjestelmäpisteeseen, ja näistä kaikista vektoreista lasketaan
keskiarvoinen suuntavektori. Suuntavektorin avulla luodaan uusi piste. Etäisyys
uuden  pisteen  ja  vanhan  pisteen  välillä  on  järjestelmän  sisällä  vakio  (kuva
10b,c,d,e).
Lopuksi  kaikki  houkuttelupisteet,  jotka  ovat  tappoetäisyyden  päässä
järjestelmäpisteistä,  tuhotaan  (kuva  10f,g).  Näin  saadaan  merkattua,  että
kyseinen alue on nyt vallattu: tila ja resurssit  on otettu käyttöön. Tällä tavoin
algoritmi simuloi luonnossa esiintyviä järjestelmiä.
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Koska  space  colonization  -algoritmi  on  monimutkaisempi  kuin  aikaisemmin
esitellyt  algorimit,  sen  käyttö  2D-kenttien  luomisessa  ei  ole  aivan  niin
suoraviivaista.  Yksin  ja  muokkaamattomana  käytetty  space  colonization
-algoritmi  on todennäköisesti  vaikeasti  käytettävissä  tällaisessa tapauksessa.
Mikäli  algoritmia  kuitenkin  muokkaa  tai  yhdistää  muihin  algoritmeihin,  voi
lopputuloksesta tulla erittäin dynaamista ja orgaanista. 
Jos  järjestelmäpisteet  jättää  hyvin  väljiksi,  voisi  järjestelmäpisteiden
paikkatietoa käyttää hyväksi kentän luonnissa. Järjestelmäpisteiden kohtiin voisi
luoda  vaikkapa  huoneita.  Vaihtoehtoisesti  järjestelmäpisteitä  voisi  käyttää
kohtina,  joihin  luotaisiin  taso,  jolla  pelaaja  voi  kävellä  –  muita  algoritmeja
käyttäen  tehtäisiin  muu  kenttägeometria.  Tällä  tavoin  käytettynä  algoritmin
lopputulos  toimisi  liikekarttana  pelaajalle,  ja  se  mahdollistaisi  enemmän
pelimekaniikkaan  keskittyvän  generoinnin  kuin  perinteinen  kenttägeometrian
luonti.
Kuva 10. a,b) Peittoalue, houkuttelupisteet (sininen) ja järjestelmäpisteet 
(musta) b, c) Houkuttelupisteet vaikuttavat järjestelmäpisteisiin d,e) Uudet 
järjestelmäpisteet luodaan g,h) Liian lähellä olevat houkuttelupisteet poistetaan 




Kaikki  toteuttaminen  tapahtui  Unity  Game  Engine  -ympäristössä.  Toteutus
tehtiin Linux-ympäristössä käyttäen Unity Editoria sekä VSCode -koodieditoria.
Ensin toteutettiin kaikki työssä mukana olevat algoritmit.  Algoritmit toteutettiin
niin, että ne antoivat ulos mahdollisimman geneeristä dataa, jota voisi käyttää
helposti  eri  tavoin,  ja  myös  tarpeen  vaatiessa  yhdistellä  keskenään.
Testiympäristö kehitettiin algoritmien lopputulosten testaamiseksi. Metroidvania-
kenttia analysoitiin ja lopputuloksia verrattiin analysoituihin kriteereihin.
4.1 Metroidvania-kenttien rakenne
Metroidvania-kentät  ovat  usein  sokkelomaisia,  monihuoneisia  komplekseja.
Paikoin  huoneet  ovat  todella  pitkulaisia,  tosin  useimmin  ne  tuntuvat
noudattavan perusneliön muotoa (kuva 11). 




Metroidvania-kentissä  ei  usein  erotella  tilaa  huoneen ja  huoneita  yhdistävän
käytävän välillä, vaan nämä käytävät ovat itsessään huoneita. Kartan luominen
proseduraalisesti kuitenkin helpottuu huomattavasti, mikäli luo erikseen huoneet
ja käytävät, ja haasteena onkin keksiä, kuinka luoda nämä huoneita yhdistävät
rakenteet niin, etteivät ne vaikuta suoranaisesti "vain" käytäviltä.
4.2 Kriteerit
Metroidvania-kentät ovat sokkelomaisia, ja vaikka käytävätkin ovat usein lähes
erottamattomia  huoneista  itsestään,  voidaan  kentän  rakenne  jakaa
toteuttamistarkoituksessa huoneisiin ja käytäviin. Näin ollen lopullisen algoritmin
pitäisi tuottaa huoneita, jotka on yhdistetty käytävillä. 
Metroidvania-kentät,  vaikka  ovatkin  sokkelomaisia,  eivät  kuitenkaan  ole  niin
kutsuttuja  täydellisiä  sokkeloita,  eli  ne  tekevät  kiertorakenteita.  Normaalisti
esimerkiksi  maze  generation  -algoritmit  tuottavat  vain  täydellisiä  sokkeloita,
eivätkä ne tee kiertorakenteita. Lisäkriteerinä olisi siis kiertorakenteiden luonti.
Kaikkien kenttien täytyy myös olla niin sanotusti "läpäistävissä". Koska työssä
keskityttiin  ainoastaan  kenttägeometriaan,  testiympäristön  täytyy  pystyä
luomaan visuaalinen kenttägeometria ja sen tarvittavat fysiikkamoottorin objektit
Keskittymisen  ollessa  kenttägeometriassa,  voi  testiympäristö  olla  myös
huomioimatta  niin  sanotut  pelitekniset  ominaisuusvaatimukset.  Testiympäristö
siis voi tarvittaessa toteuttaa matkustamisen eri huoneiden välillä vaikka niin,
että ilmassa hyppiminen on mahdollista, ja näin voidaan keskittyä vain huone-
ja käytävärakenteen rakentamiseen.
4.3 Kehityskaari
Totetuksessa  lähdettiin  ensin  testiympäriston  pohjan  toteuttamisesta.  Näin
algoritmeja toteutettaessa olisi jotakin jonka päälle rakentaa ne. Testiympäristön
