1. Counteracting alienation. Without some knowledge of programming, the core of information technology remains a dark secret. Teaching programming may help prevent a split between on one hand a computer elite and on the other hand an alienated mass of people who do not understand computation (Boden, 1980, pp. 335-446) . Michael Clancy and Marcia Linn, in Soloway (1993) , state that programming courses communicate the "powerful, foundational models" for applications such as spreadsheets and databases (p. 22). Soloway (1993, p. 23) , sees programming as "fully controlling the dynamic and interactive components of our new computational medium." Not having programming means cutting off "half the power of the medium-like reading without writing." She added that "we must give ordinary folks true combinability and modifiability. Programming is the name of those capabilities, and anything short of that will suffer serious limitations." Knowledge of programming puts people in the position to get involved in the creation of software, if only in the role of prospective users who are able to communicate with software developers. It also allows them to automate some of the routine chores they may be confronted with in their work.
Empowerment. Andrea diSessa, in

The importance of programming as a tool for thought. Mitchel Resnick and Seymour
Papert, in Soloway (1993) , have pointed out that "in recent years, programming-based ideas and metaphors have spread through the sciences and social sciences, changing how researchers think about all types of systems" (p. 24).
Although accepting the desirability of teaching (some) programming to social science students, I found that in practice there are legitimization problems. Originally, in the computing courses at Erasmus University, we used Xbase as the programming language. Although in principle, the choice of language would have to be irrelevant as long as there is computational completeness, for legitimization reasons, Xbase was substituted by a more end-useroriented programming language. The choice was Visual Basic, more specifically in its incarnation, Visual Basic for Applications (VBA). VBA is not only the built-in macro language in Microsoft Office products, but it now also lives inside non-Microsoft products such as SPSS and WordPerfect. After some experimentation, Excel seemed a suitable platform, especially because of the ability of VBA programs to access cells in the worksheet. This allows the use of cells as visible variables.
A further step to enhance the relevance of the programming experience for the students was trying to connect it to social theory. What I needed were examples of problems in social theory that could be advanced by applying programming techniques. However, an additional condition was technical simplicity. Scouting the Internet produced nothing of interest. Introductory programming seemed to involve mainly the creation of trivial toy programs. If there was any substance, it related to business and not to social science. There seems to be a dearth of case studies that meet the criteria of relevance with respect to social theory and of technical simplicity. A case study, designed with these criteria in mind, will be presented below. Its subject is the Prisoner's Dilemma. The Prisoner's Dilemma is relevant to social science students because of its importance in game theory, collective behavior, policy studies, negotiation theory, industrial relations, and the debate on social capital.
Tournaments for computer programs played a key part in the research on the repeated Prisoner's Dilemma (Axelrod, 1984) . This fact establishes the link between the Prisoner's Dilemma and programming.
In the tournaments, the overall winner turned out to be the most simple of all competing programs. In the case of the Prisoner's Dilemma, at least as presented by Axelrod (1984) , there is a negative relationship between program complexity and theoretical relevance.
The fact that knowledge of the Prisoner's Dilemma is indispensable for social science professionals, that computer programming made an especially relevant contribution to it (Coleman, 1990, pp. 210-211) , and the negative relationship between relevance and technical complexity make it a promising basis for a teaching tool in the shape of a case study that unites programming and social theory.
The case study, following Axelrod (1984) , involves a game for two players. Each round in the game consists of each player choosing whether to cooperate ("C") or not ("N"). The payoff for each player depends on the actions of both players, according to Table 1 .
It is possible to introduce the case study by asking a group of students to play this game after dividing themselves up into pairs (or groups of three, in which one student keeps the scores). Each player can use a coin to signal the choice made for cooperation or noncooperation.
Heads indicate cooperation, tails noncooperation. Players lay their coin on the table in such a way that the other player cannot see the choice made, then both players reveal their choices simultaneously. For a short but meaningful game, 10 rounds are sufficient. Afterward, the lecturer can collect some of scores and then ask the students about the strategies that they used. When I did this, students reported the following strategies: The lecturer can then initiate a discussion based on the question, "Supposing that all strategies compete against one another, which one will be the most effective in the long run?" This is the question that motivated the tournaments, in which all kinds of people were invited to send in programs. The overall winner was the program Tit-for-Tat. In the first round, it is always cooperative. In the next rounds, Tit-for-Tat always matches the competitor's action in the preceding round. Tit-for-Tat did not win individual matches but collected the highest number of points across the tournaments.
In VBA in Excel, Tit-for-Tat takes five lines of code. Spreadsheet cells are referenced as cells(row, column). Tit-for-Tat writes its actions in column 2, the competing program in column 3. For layout reasons, the game starts in row 6. The following is the code for Tit-for- Tat The screen output for a game on 10 rounds is shown in Figure 1 .
The complete program, including a random-playing competitor and necessary scorekeeping, is still fairly short. The entire program is placed under a command button on the worksheet. The program illustrates all major programming constructs. cooperate. Pavlov can be seen as more robust than Tit-for-Tat when we allow for the possibility that players make mistakes. Suppose that two players both play Tit-for-Tat. When one player makes a mistake, a long series of N-Ns follows. Pavlov also can exploit unconditional cooperators. When an unconditional cooperator makes one mistake, Pavlov starts systematic exploitation. The idea is that when a population contains a lot of unconditional cooperators, it becomes vulnerable to an invasion by always-exploiters.
