As kinematic calculations are complicated, it takes a long time and is difficult to get the desired accurate result with a single processor in real-time motion control of multi-degree-of-freedom (MDOF) systems. Another calculation unit is needed, especially with the increase in the degree of freedom. The main central processing unit (CPU) has additional loads because of numerous motion elements which move independently from each other and their closed-loop controls. The system designed is also complicated because there are many parts and cabling. This paper presents the design and implementation of a hardware that will provide solutions to these problems. It is realized using the Very High Speed Integrated Circuit Hardware Description Language (VHDL) and field-programmable gate array (FPGA). This hardware is designed for a six-legged robot and has been working with servo motors controlled via the serial port. The hardware on FPGA calculates the required joint angles for the feet positions received from the serial port and sends the calculated angels to the servo motors via the serial port. This hardware has a co-processor for the calculation of kinematic equations and can be used together with the equipment that would reduce the electromechanical mess. It is intended to be used as a tool which will accelerate the transition from design to application for robots.
Introduction
Nowadays, servo motors controlled by common serial communication protocols have become widespread with technological developments. They have internal closed-loop control hardware. Motors controlled via the serial port can be used by connecting to a single data and power line. It makes designers' work easier in practice. These types of motors reduce the load on the main processor. This advantage is undeniable, especially in robotic applications which involve a large number of servo motors and a high degree of freedom.
However, kinematic equations are complicated because of the high degree of freedom in many multijoint structures. Using a co-processor for calculations is the necessity when fast and smooth motions are asked for (Taira et al., 2005; Zheng et al., 2012; Zhu et al., 2013) . The co-processor makes the necessary calculations by using parameters taken from the main processor. Co-processors are used to reduce the load on the main processor in applications that require high speed. They are designed to work in real time in most applications. Hani et al. (2006) developed a crypto processor for safety in their study. Barron-Zambrano et al. (2012) made a study using field-programmable gate array (FPGA) to provide real-time robot motion. Juang et al. (2013) worked on a co-processor which calculates the joint angles of a climbing robot. Zheng et al. (2012) studied kinematic calculations of a multidegree-of-freedom (MDOF) robot and used FPGA and a coordinate rotation digital computer (CORDIC) algorithm.
Six-legged robots maintain their popularity today and are the subject of various studies. Mahapatra and Roy (2009) made a simulation study of the mechanical structure and the forces occurring in the legs of a six-legged robot. Shih et al. (2012) made a study of different walking algorithms. Sandoval-Castro et al. (2013) focused on the kinematic equations in their study. As for Pa and Wu (2012) , they have worked on a general purpose robot.
We take a look at studies on serial communication: Idris et al. (2006) designed a serial port which has a built-in self-test and is applied on FPGA. Hardware design of a standard serial communication and simulation were performed in Very High Speed Integrated Circuit Hardware Description Language (VHDL) in a study conducted by Fang and Chen (2011) . Again, an FPGA-based serial port interface was used for connection between digital input-output cards and central processing units by Fongjun et al. (2011) .
In this study, a kinematic co-processor which calculates the required joint angles is designed. This co-processor has internal serial ports and can be used with motors that have an internal controller and serial ports. The designed hardware calculates the required joint angles and sends them via the serial port to a six-legged robot in which each leg has three joints. At the same time, it obtains the necessary parameters to calculate joint angles via the serial port from the main processor. The design is done in VHDL language and tested on an FPGA board.
Mechanical structure and kinematic equations
A general structure of the six-legged robot whose control is targeted in this study and the details of three-joint legs are given in Fig. 1 .
The forward and inverse kinematics studies of Murray et al. (1994) , Roennau et al. (2010) , and Zhu et al. (2013) can be examined. The defined DenavitHartenberg parameters for the leg structure in Fig. 1 are given in Table 1 .
Using these parameters, the forward kinematic equation of the structure can be obtained as given in Eq. (1) (Siciliano et al., 2009) . It is called the transformation matrix and defines the position and orientation of the foot (end effectors). Herein, the notations c i and s i are the abbreviations for cos β i and sin β i , respectively. The notations s i,j , c i,j denote respectively sin(β i +β j ), cos(β i +β j ). 
The last column of the matrix in Eq. (1) gives the position of the foot. Based on this, the x, y, and z coordinates of the foot are as follows: 
The information will be sent to the servo motors for moving the foot to the desired point.
Serial port
A serial port is an electronic hardware and can transmit one data bit at any time. It is generally bidirectional so that information can travel in both directions at once. The most important advantages of serial ports are the small number of data lines and smallsized connectors (Axelson, 2007; Erkol and Demirel, 2013) . The industry has a tendency to develop devices that can be controlled remotely. Today, motors and motor drivers controlled via a serial port have become widespread. The hardware developed in this study is designed to control these types of motors.
The data transfer rate is widely supported between 600 and 155 200 bits/s by RS232. The frequently used form is 8-N-1, i.e., eight data bits and one stop bit without parity. An example serial line waveform in asynchronous mode is shown in Fig. 2 . It is an 8-bit data packet. Line status is logic 1 in waiting position. The receiver gets ready to take data bits when the line jumps to logic 0. It reads all subsequent bits at the right time using the internal clock. If the transmission rate is 9600 bits/s, one bit time is 1/9600=0.0001 s. The internal clock starts to count when the receiver receives the start bit. The receiver reads the first bit after the first 0.0001 s, the second bit after the second 0.0001 s, etc. In this way, the receiver reads all data bits between the start and stop bits. Then it switches to standby until a second start bit. The transmitter sends the 8 bits in a similar way. It generates start, stop, and parity bits using the internal clock.
Communication protocol
The hardware in this study is designed to work with motors controlled with a serial port. HerkuleX DRS-0101 digital servo motors (Dongbu Robot, Korea) are used as servo motors. The most important feature of this type of motor is the serial interface. These motors can be connected to a single data and power line. Up to 254 motors can be connected to a single line. Operation voltage is 7.5 V; the signal level of the data line is at transistor-transistor logic (TTL) levels, and the angular resolution is 0.325°. The rotor position range is 0-320º. It is developed for robotic applications. Pin descriptions of the motor are given in Table 2 and the general connection scheme is illustrated in Fig. 3 .
Motors are controlled with commands by a serial line. An internal proportional-integral-derivative (PID) controller adjusts the rotor position using the received angle information. The communication format is 8-N-1. Communication speed can be adjusted between 0.0576 and 0.677 Mb/s. The length of the data packets is 7-223 bytes. The package structure is given in Table 3 . 
Fig. 2 Data transmission signal
Header is standard and 2-byte long. Each motor has its own identity number called pID. It can be between 0 and 253. CMD is the actual command operated by the motor controller. There are nine different commands for Herkulex. CheckSum1 and CheckSum2 are used to control transmission errors and calculated as
where '^' is the bit exclusive OR operator, '&' is the AND operator, and '~' is the bit NOT operator. Data[i] (0≤i≤n) is the parameter of command and changes for every command. The packet structure to move the rotor to 90º is given in Table 4 . For detailed information, the Herkulex manual can be examined.
Recommended structure of the chip
General blocks of the design are given in Fig. 4 . First, commands and data are obtained from the receiving data pack. If the received command is a position command, kinematic equations are solved using the received parameters. Then the angles are sent to the motors by packaging, as described in Section 3.1. It does not require any calculation if the received command is not a position command. In this case, only the relevant data is sent to the motors.
Serial port hardware
Transmitter and receiver block diagrams of the designed system are shown in Fig. 5 . All blocks of the hardware were performed using the VHDL language.
The 'baud rate generator' generates clock signals required for serial transmission. Start bit, stop bit, and 8-bit data are transferred to the data line using the generated clock signals. The process is controlled by an 'algorithmic state machine'. At the receiver end, the process made by the transmitter is reversed. The internal clock generates a clock signal on the same frequency as the transmitter. Using the internal clock, the 'algorithmic state machine' receives the bits and saves them to the data memory.
Packaging
The designed hardware uses two types of packets. The first type is used for commands that do not require parameters. The second type is used for commands that require parameters. There are three commands that do not require parameters, i.e., motor_ on, motor_off, and clear_errors. These commands affect all motors in the system, because all motors are off/on when the robot is turned off/on. When a fault occurs, the solution to eliminate this error must be generated by the main processor that uses this hardware. Error messages can be deleted using the 'clear_errors' command after the problem is solved. The commands used and the corresponding structures are given in Table 5 . Packages are 3-byte long. The first two bytes together represent a header. The third byte is the command byte. In the designed system, all numbers greater than 36 are accepted as a command that does not require parameters. Numbers equal to or less than 36 are accepted as a position command and the number specifies the number of bytes. Another command is the 'go_position' command. This command includes the position data. These data are used by the motor. The packet structure of the 'go_position' command is shown in Table 6 and its parameter structure is given in Table 7 . If the first number after the header is 36, 30, 24, 18, 12, or 6, it is accepted as the 'go_position' command. At the same time, the 'go_position' command is equal to the byte number of position data. This structure is repeated for each leg. The variables in position parameters specify the position of the foot in Cartesian coordinates.
The general process block diagram is given in Fig. 6 . The number after receiving the header is checked. There is no calculation if the number is 78 H , 82 H , or 8C H . In this case, related commands are sent to all motors and returned to the beginning. If the number is not greater than 36, kinematic calculations are performed using the parameters, and the angles are sent to the motors in a package.
Kinematic co-processor
All data used in communications are declared as the type of an 8-bit vector. If received data is a number, it is subjected to several transformations before being used. There are P X , P Y , and P Z in the packet when a 'go_position' command is received. At first, the position parameters are converted from vectors to fixed-point numbers. If the sign is negative, this number is multiplied by '−1'. The received numbers are measured in millimeter and they show the position of the foot. After receiving P x , P y , and P z positions, joint angles are calculated by using the kinematic equations given in Section 2. Trigonometric functions were performed using lookup tables. Angle values are converted to a number range of 0−1023 after calculations, because motors accept rotor position information in this range. Rotor positions and related values are given in Fig. 7 shown in Table 6 after scaling by the conversations. 
Simulation
The hardware designed using the VHDL language was simulated by ModelSim SE-64 10.1c. The given simulations were made at a speed of 115 200 bits/s. This speed can be set to any desired value. It was tested at 9600, 57200, and 115200 bits/s, respectively. The main clock frequency of FPGA was 50 MHz. The signals used in the simulation and the corresponding interpretations are listed in Table 8 .
Receiver simulation
The signals that occurred during the process of receiving data '01000001' are given in Fig. 8 . Two stop bits and one start bit were used with each byte.
All bits took the same time and it was 1/115200=8.68 µs for the speed of 115 200 bits/s. When the first stop bit was received, the 'ONE BYTE IS RECEIVED' signal was generated. There were two stop bits on the signal. Receiving two stop bits took 2×8.68=17.36 µs, as shown in Fig. 8 . Eight-bit data transmission including start and stop bits took 11×8.68=95.48 µs.
The signals that occurred during the process of receiving data (41 41 06 2B 64 2B 00 2D 64) H are shown in Fig. 9 . The transfer of each byte with start and stop bits took 9×8.68+17.36=95.48 µs. 'ONE BYTE IS RECEIVED' signal was generated for each byte. 06 H was received after header (41 H 41 H ). The number was a 'go_position' command and showed also the length of coming data in bytes. As soon as the command data was received, the 'COMMAND' signal obtained the value of 02 H (go_position). 'PACK IS The order of data bits ONE BYTE IS RECEIVED Generated when the 8-bit data is received PACKAGE IS RECEIVED Generated end of the package receiving process ONE BYTE IS TRANS-MITTED Generated when 8-bit data transmission is completed PACKAGE IS TRANS-MITTING Indicate that a package is being transmitted Fig. 8 Receiver simulation '0' is the start bit, '9' is the stop bit, and '1-8' are data bits ONE RECEIVED' signal has been generated with the last received data. Thus, the packet receiving process was completed and the system was ready to receive the next packet. Next, kinematic calculations and the packaging process were performed.
Transmitter simulation
The signals that occurred during the process of transmitting data '00000110' are given in Fig. 10 . Two stop bits and eight data bits were used. Parity bits are not used. At the same time, the stop bits referred to the idle position of the line. All bits took the same time and it was 1/115 200=8.68 µs for a speed of 115 200 bits/s. The transmission of 8-bit data with start and stop bits took a time of 11×8.68=95.48 µs. 'ONE BYTE IS TRANSMITTED' signal was produced after the second stop bit. Now the system was ready to send the next data. Fig. 11 shows the transmission of generated packets after kinematic calculations. It started to send packages when the 'SEND CREATED PACKS' signal was generated. 'ONE BYTE IS TRANSMITTED SIGNAL' was generated after transmission of each byte. During the packet transmission process, the 'PACKAGE IS TRANSMITTING' signal was at logic 1. It became logic 0 at the end of the sending process. Fig. 12 shows the time lag between the receiving and transmitting processes. The calculation and packaging process were done sequentially after 'PACK IS RECEIVED' signal. After this process, the 'CALCULATION AND PACKAGING ARE COM-PLETED' signal was generated. Package transmission started with 'SEND CREATED PACKS' signal. The time between calculation and the transmitting processes was 37.64 µs. Fig. 13 shows the details of 'CALCULATION AND PACKAGING ARE COM-PLETED', 'SEND CREATED PACKS', and 'PACKAGE IS TRANSMITTING' signals.
Co-processor simulation

Hardware test
Test inputs have been created with the Matlab/ Simulink program as embedded for the hardware test. Fig. 15 shows the generated input signals for the hardware test. These values were sent to the FPGA via the serial port by DSP. Fig. 16 shows the joint angles computed by Matlab/Simulink. Fig. 17 comparatively shows the outputs generated by the FPGA and simulations. The largest difference that is smaller than 1º. The test was performed using 50 commands per second.
Input generation
Conclusions
At the end of the study, hardware has been designed and implemented. This hardware calculates the required joint angles to reach the foot positions received from the serial port. Then it sends the angles to the servo motors via the serial port. The designed hardware has a serial port and also a co-processor to perform kinematic calculations. The application was performed on FPGA to meet the needs of real-time operations. Positions of the foot are generated by an external DSP and sent to the FPGA via the serial port. Hardware has been developed for a six-legged robot. However, it can be used easily for another robot by changing the kinematic equations solved by the co-processor. Using this hardware, the transition will be faster from design to implementation in experimental or commercial studies and the load on the main processor will be reduced. 
