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ČTEČKA BRAILLOVA PÍSMA PRO ANDROID OS
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FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF INTELLIGENT SYSTEMS
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Tato práce se zabývá analýzou a rozpoznáńım znak̊u Braillova ṕısma ve fotografii poř́ızené
mobilńım telefonem. Popisuje řešeńı návrhu a implementace aplikace pro rozpoznáváńı
na mobilńı platformě Android OS. Popsané obecné principy analýzy a zpracováńı obrazu
jsou však uplatnitelné rovněž u jiných systémů.
Abstract
This thesis deals with the analysis and recognition of the Braille characters from a photo
taken by a mobile phone. It describes design and implementation of application for recogni-
tion on Android OS mobile platform. Described general principles of analysis and processing
of image are also applicable in other systems.
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4.1 Součásti aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
4.2 Uživatelské rozhrańı . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
4.3 Optimalizace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
5 Testováńı 31
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Seznam použitých zdroj̊u 37
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Úvod
Na světě je přibližně 285 milion̊u zrakově postižených lid́ı. Z toho je asi 39 milionu
slepých [1]. Mı́sto klasického textu mohou nevidomı́ použ́ıt Braillovo ṕısmo, které je možné
č́ıst hmatem. V České republice můžeme toto ṕısmo nalézt na mnoha veřejných mı́stech.
Nejtypičtěǰśım mı́stem jsou výtahy, dále pak vlaky, autobusová nádraž́ı a jiná mı́sta ob-
sahuj́ıćı informačńı sděleńı. Mnoho nevidomých a slabozrakých však toto ṕısmo neovládá.
Např́ıklad v USA dokáže č́ıst Braillovo ṕısmo pouze 10% slepých [2].
Mohlo by tak být žádoućı, vytvořit program, který by dokázal přeložit Braillovo ṕısmo
z fotografie poř́ızené přenosným zař́ızeńım. V dnešńı době nástupu chytrých telefon̊u již
existuj́ı funkce, dovoluj́ıćı nevidomým tato poměrně komplikovaná zař́ızeńı ovládat. Jedná
se např́ıklad o systém převodu textu na hlas, který je aktivován postupným posouváńım
prstu nad jednotlivými prvky na displeji. Mohlo by nás napadnout, že by bylo jednodušš́ı,
vytvořit aplikaci schopnou rozpoznat z fotografie běžný psaný text. Problém je však ten,
že nevidomý psaný text nevid́ı a tak nev́ı, kde přesně se vyskytuje a tedy nev́ı co má fotit.
Proto se zaměř́ıme na rozpoznáńı Braillova ṕısma, jež může nevidomý snadno lokalizovat
hmatem.
Ćılem této práce je tedy návrh metod, které umožńı rozpoznat jednotlivé znaky Braillova
ṕısma z fotografie poř́ızené mobilńım telefonem a dokáž́ı znaky převést na psaný text. Tyto
metody jsou následně uplatněny v praxi a to v aplikaci vytvořené pro mobilńı telefon. Ta
může sloužit jako pomoc pro nevidomé, nebo jako překladač pro běžné nadšence, které
zaj́ımá, co jednotlivé nápisy v Braillově ṕısmu znamenaj́ı.
Aplikace by teoreticky mohla běžet na jakémkoliv výkoněǰśım mobilńım telefonu s fo-
toaparátem, nezávisle na jeho operačńım systému. V posledńı době však nejrychleji roste
trh s mobilńımi telefony vybavenými operačńım systémem Android. Podle informaćı z roku
2011 j́ım bylo osazeno 48,8% nových zař́ızeńı zakoupených v tomto roce [3]. Pro srovnáńı
druhý byl systém iOS s pouhými 19,1%. Z tohoto d̊uvodu je naše aplikace implementována
právě pro operačńı systém Android.
Samotná práce zač́ıná dvěma teoretickými kapitolami. Prvńı z nich se zabývá obecně
Braillovým ṕısmem a v druhé jsou přibĺıženy základńı principy systému Android. Třet́ı kapi-
tola popisuje návrh rozpoznáváńı znak̊u Braillova ṕısma ve fotografii. Tato kapitola je z celé
práce stěžejńı a zde popsané metody jsou následně použity ve výsledné aplikaci. Samotná
implementace včetně popisu uživatelského rozhrańı a použitých optimalizaćı je přibĺıžena
ve čtvrté kapitole. V posledńı kapitole jsou diskutovány výsledky testováńı a prezentována
celková úspěšnost vytvořené aplikace. V závěru jsou pak zhodnoceny dosažené výsledky




Tato kapitola se zabývá Braillovým ṕısmem a jeho principy. V prvńı části textu je
popsána historie, grafická podoba ṕısma a základy sémantického významu. Druhá část se
pak zabývá normami a jazykovými modifikacemi Braillova ṕısma.
1.1 Základńı informace
Braillovo slepecké ṕısmo je speciálńı druh ṕısma určený pro nevidomé a slabozraké [4].
Funguje na principu plastických bod̊u, které čtenář vńımá hmatem. Ṕısmo je pojmenováno
podle Louise Brailla, tehdy patnáctiletého francouzského nevidomého, který ṕısmo vytvořil
úpravou vojenského systému, umožňuj́ıćıho čteńı za tmy. Každé ṕısmeno tvoř́ı mř́ıžka šesti
bod̊u uspořádaných do obdélńıku 2x3. Na jednotlivé body se odkazuje č́ısly 1-6. Některé
z těchto bod̊u jsou pak vyvýšeny. T́ımto zp̊usobem je možné zakódovat 26, tedy 64 r̊uzných
znak̊u. Prázdný znak se použ́ıvá pro mezeru, tedy zbývá 63 použitelných znak̊u. Vzhledem
k tomu, že každá pozice může nabývat pouze dvou stav̊u, je Braillovo ṕısmo netradičńım
př́ıkladem použit́ı binárńıho kódu mimo poč́ıtačovou techniku.
Základńı sada obsahuje předevš́ım malá ṕısmena a interpunkci. Č́ısla a velká ṕısmena




B“ a č́ıslice 2 se zaṕı̌śı stejným znakem,
jen u velkého ṕısmene a č́ıslice je použit odpov́ıdaj́ıćı prefixový znak (obr. 1.1).
b 2B
Obrázek 1.1: Př́ıklad užit́ı prefix̊u.
Existuje také modifikace, kde se k šestibodové mř́ıžce přidala daľśı řada dvou bod̊u,
č́ımž počet použitelných symbol̊u vzrostl na 255. Takto je možné zapsat všechny znaky
ASCII tabulky. Osmibodové ṕısmo se však v praxi př́ılǐs nepouž́ıvá, proto se mu v této
práci nebudeme věnovat.
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1.2 Různé jazyky a normy Braillova ṕısma
Jedńım z problémů Braillova ṕısma je jeho nejednotnost v r̊uzných jazyćıch [5]. Jelikož
má pouze 63 použitelných znak̊u, nelze zakódovat znaky všech jazyk̊u v jedné společné
normě. Hlavńı rozd́ıly jsou samozřejmě ve znaćıch s diakritikou, základńı sada znak̊u je
u jazyk̊u použ́ıvaj́ıćı latinku v́ıceméně obdobná.
Existuj́ı i varianty Braillova ṕısma pro jazyky nepouž́ıvaj́ıćı latinku, jako je řečtina,
hebreǰstina či č́ınština, japonština a daľśı. V této práci se ale zaměř́ıme hlavně na ṕısmo
české a anglické. Braillovo ṕısmo se dá také použ́ıt pro matematické [6] anebo hudebńı
zápisy [7]. Tyto normy jsou však od klasického textu naprosto odlǐsné a prakticky se ne-
nacháźı na veřejných mı́stech, kde nás Braillovo ṕısmo zaj́ımá. Proto se jimi také nebudeme
bĺıže zabývat.
I v jazyćıch použ́ıvaj́ıćıch latinku se vyskytuje v́ıce forem. Existuje základńı forma (plno-
pis, Grade 1), ve které se slova přepisuj́ı znak po znaku a dále komplexněǰśı forma (zkrat-
kopis, Grade 2), ve které každý znak reprezentuje také skupinu hlásek. Tedy např́ıklad
anglická spojka ”and”se ve formě Grade 1 zaṕı̌se třemi znaky a v Grade 2 pouze jedńım
(obr. 1.2). V češtině se s touto komplexněǰśı formou nesetkáme, ale např́ıklad v angličtině
je běžná a základńı formu použ́ıvaj́ı prakticky pouze začátečńıci.
and
(angličtina – Grade 2)
and
(angličtina – Grade 1)
Obrázek 1.2: Porovnáńı spojky ”and”v Grade 1 a Grade 2.
U formy Grade 2 je však ten problém, že jsou některé zkratky reprezentovány stejným
znakem jako samostatná ṕısmena (např. not a n). Stejně tak neńı výjimkou, že se pod jedńım
znakem skrývá v́ıce zkratek. O správné reprezentaci tak rozhoduje umı́stěńı znaku v rámci
slova a v daném kontextu [8]. Rozpoznáńı již tedy vyžaduje určitou inteligenci a př́ıpadně
kontrolu ve slovńıku všech slov daného jazyka. Z d̊uvodu zjednodušeńı a s přihlédnut́ım





Android je poměrně nový open source operačńı systém pro mobilńı zař́ızeńı vyvinutý
společnost́ı Google a uskupeńım OHA. V této kapitole si nejprve představ́ıme kĺıčové vlast-
nosti a principy tohoto systému. Dále jsou zde popsány zp̊usoby tvorby aplikaćı pro tento
systém a nakonec se budeme zabývat technikami pro využit́ı fotoaparátu a převodu textu
na zvuk, což jsou nezbytné součásti plánované aplikace.
2.1 Základńı principy
Architektura systému
Architektura systému je rozdělena do několika vrstev (obr. 2.1) přičemž každá vrstva
využ́ıvá služeb poskytovaných vrstvou pod ńı.
Applications



























Device Drivers Power Management
Obrázek 2.1: Achitektura systému Android.
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Vrstvy poč́ınaje spodńı jsou [9, 10]:
• Linux Kernel – Linuxové jádro poskytuje hardwarovou abstraktńı vrstvu, což An-
droidu dovoluje pracovat na r̊uzných platformách nyńı i v budoucnu. Android in-
terně použ́ıvá Linux pro správu paměti, správu proces̊u, śıt́ı a daľśı služby operačńıho
systému. Samotný uživatel však prakticky s Linuxem nikdy nepřijde do styku a také
programátor jej nikdy nebude volat př́ımo, k tomu slouž́ı vyšš́ı vrstvy.
• Libraries – Daľśı vrstvou jsou knihovny, které jsou psány v jazyce C nebo C++
a jsou kompilovány př́ımo pro určitou hardwarovou architekturu telefonu. Daj́ı se zde
nalézt např́ıklad knihovny zodpovědné za vykreslováńı oken (Surface Manager), da-
tabázovou podporu (SQLite), grafické knihovny (OpenGL, SGL, Freetype), mediálńı
knihovny pro přehráváńı audia a videa (Media Framework) anebo knihovny určené
pro integrovaný webový prohĺıžeč (SSL, WebKit). Tyto knihovny existuj́ı pouze proto,
aby byly volány z vyšš́ıch vrstev, samostatně fungovat nemohou.
• Android Runtime – Daľśı vrstva navazuj́ıćı na linuxové jádro obsahuj́ıćı aplikačńı
virtuálńı stroj zvaný Dalvik a také základńı knihovny, které poskytuj́ı většinu funkćı
dostupných v základńıch knihovnách jazyka Java.
Virtuálńı stroj Dalvik – Jedná se o jednu z kĺıčových součást́ı celého Android OS
(v daľśım textu jen ”Android”). Mı́sto toho, aby Android využ́ıval klasický virtuálńı
stroj od Javy, jako je např́ıklad Java ME (Java Mobile Edition), využ́ıvá sv̊uj vlastńı
virtuálńı stroj, který je v́ıce optimalizován pro běh na mobilńıch zař́ızeńıch. Hlavńım
rozd́ılem oproti tradičńı Javě je ten, že virtuálńı stroj Dalvik spoušt́ı .dex soubory,
které jsou při kompilaci vytvořeny ze standardńıch .class a .jar soubor̊u. Tyto .dex
soubory jsou kompaktněǰśı a efektivněǰśı na mobilńıch zař́ızeńıch, které maj́ı slabš́ı
procesor, limitovanou pamět’ a napájeńı na baterii. Výsledkem této optimalizace může
být současný běh v́ıce instanćı virtuálńıho stroje v jednu chv́ıli.
Tato vrstva je tedy pohonem všech aplikaćı a spolu s knihovnami utvář́ı pracovńı
prostřed́ı pro daľśı vrstvu.
• Application Framework – Tato vrstva poskytuje tř́ıdy použitelné při programováńı
aplikaćı. Poskytuje také abstrakci pro př́ıstup k hardwaru, spravuje uživatelské roz-
hrańı a aplikačńı zdroje. Mezi významné části patř́ı:
– Activity Manager – část ř́ıd́ıćı životńı cyklus aplikaćı, v́ıce v kapitole 2.1.
– Views – komponenty použ́ıvané při konstrukci uživatelského rozhrańı aplikace.
Mohou to být r̊uzné mř́ıžky, seznamy, textová pole, tlač́ıtka nebo také např́ıklad
vložený prohĺıžeč.
– Notification Manager – umožňuje aplikaćım zobrazovat r̊uzná upozorněńı v sta-
vovém řádku.
– Content Providers – umožňuj́ı aplikaćım sd́ılet data, v́ıce v následuj́ıćı kapitole.
– Resource Manager – podporuje př́ıstup k exterńım zdroj̊um jako je grafika, či
textové řetězce.
• Application – V této vrstvě nalezneme jak vestavěné aplikace, tak aplikace třet́ıch
stran. Obě tyto skupiny jsou si rovnocené, jelikož využ́ıvaj́ı stejné API knihovny.




Během programováńı aplikace pro systém Android se setkáváme se čtyřmi hlavńımi
objekty [11]:
• Activities – Aktivita je blok vlastńıho uživatelského rozhrańı, ta část, kterou uživatel
vid́ı na obrazovce. Můžeme si ji představit jako analogii okna v klasických poč́ıtačových
aplikaćıch.
• Content Providers – Poskytuj́ı abstraktńı vrstvu nad jakýmikoliv daty uloženými
na zař́ızeńı tak, aby byla jednoduše dostupná pro daľśı aplikace. Programátor se ne-
muśı starat, jak jsou data fyzicky uložena, pracuje pouze s handlerem a content provi-
der se postará o správné provedeńı požadované operace, at’ už se jedná o data uložená
v SQLite databázi, klasické soubory na zař́ızeńı či soubory na internetovém serveru.
• Intents – Jsou systémové zprávy oznamuj́ıćı aplikaćım výskyty určitých událost́ı.
Může se jednat např́ıklad o hardwarové změny (vložeńı SD karta), př́ıchoźı data
(př́ıchod SMS zprávy), nebo události aplikaćı (spuštěńı aplikace z hlavńıho menu).
Programátor však neńı omezen pouze na nasloucháńı a reagovańı na zprávy, může
také vytvářet vlastńı. Je možné např́ıklad spouštět jiné aplikace, nebo dát vědět
o určité nastalé situaci.
• Services – Služby jsou na rozd́ıl od předešlých objekt̊u navrženy tak, aby běžely
dlouhodobě a nezávisle na jiných aktivitách. Může se např. jednat o přehráváńı hudby,
přestože byl samotný přehrávač zavřen a jeho aktivita tedy již neexistuje.
Vestavěné funkce
Při programováńı v Android SDK můžeme využ́ıt několik vestavěných funkćı, které nám
pomohou snadněji vyv́ıjet aplikace [11]:
• Uložǐstě – Umožňuje aplikaci využ́ıt jak uložǐstě telefonu, tak např́ıklad SD kartu
pro ukládáńı nebo čteńı soubor̊u.
• Śıt’ – Zař́ızeńı Android jsou typicky schopné připojeńı k Internetu. Toho můžeme
využ́ıvat bohatě, od surových Java socket̊u až po vložený webový prohĺıžeč do aplikace.
• Multimedia – Ačkoliv má většina zař́ızeńı schopnost přehrát či zachytit zvuk a vi-
deo, možnosti se mohou u jednotlivých zař́ızeńı r̊uznit. Např́ıklad jen některé zař́ızeńı
disponuj́ı předńı kamerou. Nejprve se vytvoř́ı dotaz na možnosti zař́ızeńı a podle od-
povědi je lze dále v aplikaci využ́ıt.
• GPS – Jelikož má většina zař́ızeńı s Androidem GPS modul, je možné jej využ́ıt
např. pro zobrazeńı pozice na mapě, nebo pro sledováńı pohybu telefonu.
• Služby telefonu – Zař́ızeńı s Androidem jsou z velké většiny mobilńı telefony. Tyto
funkce umožňuj́ı aplikaćım spravovat hovory, zaśılat a přij́ımat SMS zprávy a všechny
ostatńı telefonické funkce.
7
Správa aplikaćı a jejich životńı cyklus
Na rozd́ıl od klasických operačńıch systémů, aplikace v systému Android má omezenou
kontrolu nad vlastńım životńım cyklem. Aplikace muśı neustále naslouchat změně svého
stavu a být vždy připravena na náhlé ukončeńı.
Standardně obsahuje každá aplikace sv̊uj vlastńı proces, který vytvář́ı vlastńı instanci
virtuálńıho stroje Dalvik. O správu systémových zdroj̊u se ale stále stará samotný Android
za účelem zaručeńı neustálé odezvy zař́ızeńı. Ve výsledku to může znamenat, že proces může







3. Proces spuštěné služby




Obrázek 2.2: Stavy proces̊u.
Existuje 5 stav̊u procesu (obr. 2.2) [10]:
• Aktivńı (v popřed́ı) – proces, který je
zrovna zobrazen na popřed́ı a uživatel
s ńım pracuje, má samozřejmě nejvyšš́ı pri-
oritu. Jedná se o proces, který se systém
bude snažit za každou cenu udržet ode-
zvyschopný. Bude ukončen pouze pokud
bude požadovat v́ıce paměti, než kolik je
pro zař́ızeńı dostupné.
• Viditelné – proces, který je viditelný, ale
ne na popřed́ı. Může se jednat např. o pro-
ces za dialogem, který je v popřed́ı. Stan-
dardně nebude ukončen, pokud to neńı za-
potřeb́ı pro bezproblémový běh procesu
v popřed́ı.
• Spuštěné služby – proces, který je
běž́ıćı službou. Služby pracuj́ı v po-
zad́ı bez př́ımého viditelného rozhrańı.
Protože služby nejsou v př́ımé interakci
s uživatelem, maj́ı mı́rně menš́ı prioritu
nežli viditelné procesy. Jelikož jsou služby
stále d̊uležité, nebudou ukončeny, pokud to nebude nezbytně nutné pro aktivńı nebo
viditelné procesy.
• V pozad́ı – je proces, který neńı viditelný uživateli a byl pozastaven. Tento proces
neńı kritický a může být ukončen, pokud jsou potřeba zdroje pro viditelné a aktivńı
procesy. Proces si muśı před ukončeńım uchovat sv̊uj stav pro př́ıpad, kdy uživatel
zmáčkne tlač́ıtko zpět a bude očekávat, že aplikaci nalezne v p̊uvodńım stavu.
• Prázdné – proces, který neobsahuje ani službu, ani žádnou aktivitu. Pro vyšš́ı výkon
Android často nechává proces v paměti i po tom, co ukončil sv̊uj životńı cyklus.
Tato optimalizace zrychluje znovu spuštěńı aplikace. Tyto procesy jsou v př́ıpadě
nedostatku paměti ihned ukončeny.
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2.2 Tvorba aplikaćı pro Android OS
Tato část se zabývá principy a základy tvorby aplikaćı pro Android.
Android SDK
Nástroje pro vývoj aplikaćı pro Android jsou obsaženy v SDK, který je dostupný pro
řadu systémů. Nejjednodušš́ı je jeho použit́ı pomoćı modulu do Eclipse, který nalezneme pod
zkratkou ADT (Android Development Tools) [12]. Je ale možné použ́ıvat také př́ıkazovou
řádku SDK.
Výhodou SDK je implementace emulátoru zař́ızeńı s Androidem, což nám umožňuje
otestovat většinu funkčnosti aplikace i bez reálného telefonu [13]. Logicky má emulátor
i svá omezeńı, jako je reálné použit́ı kamery, telefonováńı, simulace baterie apod. Velkou
výhodou ale může být otestováńı námi vytvořené aplikace pro r̊uzné verze systému, či r̊uzné
rozlǐseńı a velikosti obrazovky a to bez nutnosti vlastnit několik fyzických zař́ızeńı. Samotné
programováńı prob́ıhá v Javě s využit́ım Android API a několika specifických soubor̊u XML.
Manifest
Základem každé aplikace pro Android je soubor AndroidManifest.xml, uložený v hlavńı
složce projektu. Nejzákladněǰśı informaćı v manifestu je atribut package kořenového prvku
manifest, který určuje název baĺıku. V manifestu je možné specifikovat spousta daľśıch
věćı, kde mezi nejd̊uležiteǰśı patř́ı [11]:
• Oprávněńı – Aby aplikace mohla použ́ıvat některé funkce systému, jakožto např. te-
lefonováńı, fotoaparát, zjǐstěńı polohy pomoćı GPS, nebo aby źıskala př́ıstup ke kon-
takt̊um, muśı být v manifestu nastavena př́ıslušná povoleńı. Tyto specifikovaná povo-
leńı pak vid́ı uživatel aplikace při instalaci softwaru a souhlasem stvrd́ı, že tyto funkce
či zdroje může aplikace použ́ıvat.
Př́ıkladem může být povoleńı použ́ıváńı fotoaparátu:
<uses-permission android:name="android.permission.CAMERA"/>
• Minimálńı verze systému – Android, stejně jako každý jiný systém, procháźı
určitým vývojem a jednotlivé jeho verze přinášej́ı vylepšeńı i změny. Některé z těchto
změn maj́ı vliv na samotné SDK a přinášej́ı tak např́ıklad nové tř́ıdy, metody a pa-
rametry nedostupné v předchoźıch verźıch. Někdy tak může být účelné zajistit, aby
aplikace byla spustitelná pouze na systému s určitou minimálńı verźı SDK.
Následuj́ıćım řádkem nastav́ıme minimálńı verzi 8 (odpov́ıdá Androidu verze 2.2):
<uses-sdk android:minSdkVersion="8" />
• Specifikace aplikace – Samotným jádrem manifestu je element <application>,
kde specifikujeme samotné součásti aplikace, jako jsou aktivity <activity>, služby
<service>, content providery <provider> a daľśı. Dále je zde možné nastavit např.
ikonu a název aplikace zobrazované v menu zař́ızeńı.
V nejd̊uležitěǰśım elementu samotné aktivity nastavujeme jméno tř́ıdy (parametr
android:name), zobrazované jméno aktivity (parametr android:label) a často také
podř́ızený prvek <intent-filter>, který specifikuje, za jakých podmı́nek bude akti-
vita zobrazena.
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Ačkoli je možné vytvářet a spojovat prvky grafického rozhrańı čistě pomoćı Java kódu,
existuje ve vývoji Android aplikaćı i jiný, výhodněǰśı zp̊usob. T́ım je specifikace rozvržeńı
pomoćı XML souboru [11]. V tomto souboru se definuj́ı jednotlivé prvky a hierarchické
vazby mezi nimi, pomoćı formátu XML. Nespornou výhodou je fakt, že prostřed́ı Eclipse
obsahuje grafický editor, pomoćı kterého můžeme jednoduše vytvářet a umist’ovat jednotlivé
elementy a generuje se nám přehledné XML, které je lehce čitelné a upravitelné.
Takovýto XML soubor je v projektu považován za zdroj a je v psaném kódu př́ıstupný
pomoćı souboru R.java, který je v projektu automaticky generován. Pomoćı něj můžeme
přǐradit dané rozhrańı požadované aktivitě, a také přistoupit k jednotlivým prvk̊um rozhrańı
a pracovat s nimi (reagovat na stisk apod.).
Lokalizace aplikace
Tvorba lokalizovaných aplikaćı je v systému Android velice jednoduchá. Systém využ́ıvá
tzv. Resource-Switching [12], kdy jsou aplikaci automaticky vybrány zdroje, které nejlépe
vyhovuj́ı danému zař́ızeńı a jeho nastaveńı. V praxi to znamená, že můžeme mı́t připraveny
např. rozd́ılné obrázky pro r̊uzná rozlǐseńı zař́ızeńı, jiná rozvržeńı pro svislou a horizontálńı
polohu, lokalizované řetězce pro r̊uzné jazyky a mnoho daľśıch variaćı.
Samotná lokalizace se týká řetězc̊u uložených v souboru /res/values/strings.xml.
Např́ıklad české jazykové verze dosáhneme vytvořeńım složky /res/values-cs a umı́stěńım
přeloženého souboru strings.xml do této složky [13]. Jakmile je v mobilńım telefonu na-
staven český jazyk, aplikace bude po spustěńı automaticky s uživatelem komunikovat česky.
V př́ıpadě nastaveńı jakéhokoliv jiného jazyka budou použity výchoźı řetězce, typicky lo-
kalizované do angličtiny. Přizp̊usobit muśıme také samotnou aplikaci a v jej́ım zdrojovém
kódu nepouž́ıvat konstantńı řetězce, ale využ́ıvat výhradně řetězce ze zdroj̊u. Podobným
zp̊usobem je možné pracovat s jinými typy zdroj̊u. Např. odlǐsné rozvržeńı pro horizontálńı
natočeńı umı́st́ıme do složky /res/layout-land.
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2.3 Práce s fotoaparátem
Fotoaparát lze v uživatelské aplikaci využ́ıvat dvěmi zp̊usoby [10]:
• Pomoćı Intent – nejjednodušš́ı zp̊usob jak źıskat obrázek ze zabudovaného fotoa-
parátu. Z uživatelské aplikace se pomoćı zprávy (Intent) spust́ı aktivita kamery, kde
si uživatel může měnit jakékoliv nastaveńı. Po potvrzeńı vyfocené fotografie je obraz
předán zpět do programu. Źıskaný obrázek pak můžeme v aplikaci př́ımo využ́ıt jako
bitmapu, nebo pomoćı metody MediaStore.EXTRA OUTPUT uložit originálńı fotografii
na specifikované umı́stěńı.
• Ovládáńım kamery – abychom mohli přistupovat ke kameře př́ımo, potřebujeme
nejprve přidat oprávněńı do souboru manifestu, viz kap. 2.2. V aplikaci poté použ́ıváme
objekt Camera, u kterého programově specifikujeme nastaveńı kamery, a pořizujeme
obrázky. Nevyvoláváme tedy nativńı aktivitu kamery jako v prvńım př́ıpadě, ale
všechny akce ovládáme sami. Hlavńı výhodou tohoto př́ıstupu je integrace funkce
fotoaparátu př́ımo do aplikace, tedy zobrazeńı náhledu do námi určeného prostoru
a sńımáńı obrázk̊u na základě stisku námi specifikovaných tlač́ıtek. Vyfocená fotogra-
fie je pak v aplikaci reprezentována jako pole byt̊u se kterým můžeme dále pracovat.
2.4 Převod textu na zvuk
Již od verze 1.6 Android obsahuje modul pro převod textu na zvuk s názvem Pico [13].
Ten dovoluje jakékoliv aplikaci přeč́ıst textový řetězec na základě zvoleného nastaveńı. V na-
staveńı modulu je možné vybrat jazyk, pomoćı kterého bude čteńı prováděno a také rychlost
tohoto čteńı. Pro samotné použit́ı je také nutné nainstalovat zvolené slovńıky z internetu.
V samotné aplikaci využijeme funkci převodu textu na zvuk pomoćı dodaného API a ob-
jektu tř́ıdy android.speech.tts.TextToSpeech. Před samotným použit́ım převodu v apli-
kaci, muśıme zkontrolovat, zda dané zař́ızeńı obsahuje zdroje potřebné pro samotný převod
(zejména jazykové soubory). Tuto kontrolu provedeme spuštěńım předdefinované aktivity
s akćı TextToSpeech.Engine.ACTION CHECK TTS DATA. Výsledkem této aktivity je infor-
mace, zda jsou zdroje v pořádku, či nikoliv. Pokud zdroje chyb́ı, spust́ıme předdefinovanou
aktivitu instalace těchto zdroj̊u. V př́ıpadě, že jsou zdroje př́ıtomny, můžeme provést sa-
motný převod následuj́ıćımi př́ıkazy:
TextToSpeech mTts = new TextToSpeech(context, listener);
mTts.speak("Sample text", TextToSpeech.QUEUE_ADD, null);
Zadaný text je poté přečten jazykem, který byl vybrán v nastaveńı. Nástroj Pico však
bohužel obsahuje jen několik západńıch jazyk̊u: angličtinu, němčinu, francouzštinu, itaľstinu
a španěľstinu. Český text převedený např́ıklad pomoćı anglických slovńık̊u bude tedy velice
zkreslený. K zakoupeńı jsou ale dostupné i jiné komerčńı moduly pro převod textu na zvuk
a některé z nich obsahuj́ı právě i češtinu. Výběr takového modulu a př́ıpadného českého
jazyka pak prob́ıhá v globálńım nastaveńı zař́ızeńı a samotná tvorba aplikaćı využ́ıvaj́ıćıch
převod se v̊ubec nezměńı.
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Kapitola 3
Návrh rozpoznáńı Braillova ṕısma
v obraze
Většina publikovaných vědeckých článk̊u, týkaj́ıćıch se rozpoznáńı Braillova ṕısma, se
zabývá rozpoznáńım celých stran ṕısma vytlačeného v paṕıru, tedy obvykle knih pro zrakově
postižené. Obrázek celé strany ṕısma je obvykle źıskán pomoćı scanneru [14, 15]. Takto
źıskaný obraz je dobře a rovnoměrně osvětlen, neńı obvykle nesprávně natočen a neobsahuje
tolik ruch̊u. Tyto vlastnosti umožňuj́ı uplatnit jednodušš́ı formy předzpracováńı, nežli je
tomu u fotografie veřejného prostranstv́ı poř́ızené mobilńım telefonem. Existuj́ı také fixńı
normy vytlačováńı Braillova ṕısma do paṕıru a tak je na základě znalosti DPI možné určit
absolutńı velikost znak̊u a mezer mezi nimi [16]. Programy popsané v těchto pracech jsou
také navrhovány pro použit́ı na poč́ıtači, a tak si mohou dovolit použ́ıt časově a prostorově
náročněǰśı metody. Oproti fotografii Braillova ṕısma na veřejném prostranstv́ı, jsou zde jiné
problémy a to předevš́ım s oboustrannými dokumenty. Tyto algoritmy muśı rozhodnout,
zdali se jedná o tečku vytlačenou, či vystouplou [17].
Většina princip̊u popsaných v těchto publikaćıch však neńı uplatnitelná v našem př́ıpadě.
Naopak zde muśıme řešit spoustu jiných problémů. Při návrhu použitých metod muśıme
brát ohled na to, že źıskáváme obrázek z mobilńıho telefonu a veřejného prostranstv́ı.
Neńı tak výjimkou, že źıskaná fotografie neńı řádně zaostřená, typicky neńı orientována
naprosto rovně a může být vyfotografována ve špatných světelných podmı́nkách. Źıskané
tečky a mezery mezi nimi jsou také pokaždé jinak velké.
Jediným nalezeným zdrojem, který popisuje přesně tuto problematiku, je článek A Braille
Recognition System by the Mobile Phone with Embedded Camera [18]. Následuj́ıćı návrh jed-
notlivých krok̊u rozpoznáváńı byl tedy inspirován předevš́ım t́ımto zdrojem. Článek ovšem
obsahuje pouze základńı myšlenky, a tak jsou jednotlivé popsané postupy a algoritmy z valné
většiny vlastńı.
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Samotné rozpoznáváńı se skládá z několika krok̊u. Představme si jejich základńı princip,








Obrázek 3.1: Diagram fáźı
aplikace.
Prvotńım úkonem aplikace je samotné źıskáńı
obrázku. Před detekćı jednotlivých teček ze źıskaného ob-
razu, muśıme fotografii nejprve předzpracovat. Pro rych-
leǰśı práci s obrazem jej nejprve převedeme do stupň̊u
šedi. Tečky, které reprezentuj́ı Braillové znaky typicky
barevně vyčńıvaj́ı z pozad́ı, jsou bud’to vyvedeny jinou
barvou, nebo zachyt́ıme jejich odlesk či st́ın. Pro jejich
odlǐseńı aplikujeme na obrázek prahováńı. V samotném
obrázku však může být kromě teček Braillova ṕısma i celá
řada jiných ruch̊u, např́ıklad text, nečistoty nebo odlesky.
Některé z nich můžeme rozpoznat a před daľśım zpra-
cováńım odstranit.
V daľśı fázi již tedy máme sadu teček a ty seskuṕıme
do jednotlivých řádk̊u a sloupc̊u. Na základě umı́stěńı
v řádćıch a sloupćıch následně sestav́ıme jednotlivé znaky
a ty poté přelož́ıme na souvislý text. Překlad č́ıselné hod-
noty na znak záviśı na použitém jazyku. Po dokončeńı je
možné zpracovat daľśı fotografii. Celý pr̊uběh je demon-
strován v diagramu 3.1.
Dále v této kapitole budou podrobněji popsány konkrétńı postupy těchto fáźı, směřuj́ıćı
k rozpoznáńı Braillova ṕısma v obraze. Jednotlivé metody jsou prokládány demonstračńımi
obrázky, které znázorňuj́ı jejich funkci. Kapitola je členěna do jednotlivých blok̊u roz-
poznáváńı a tyto bloky obsahuj́ı popis jednotlivých rozpoznávaćıch technik.
3.1 Předzpracováńı obrazu
Předzpracováńı obrazu patř́ı mezi nejd̊uležitěǰśı části spolehlivého rozpoznáváńı. Pokud
je během tohoto procesu ztracena nějaká informace, následuj́ıćı kroky ji již neobnov́ı. Proto
je d̊uležité zvolit takové metody, které rozpoznaj́ı maximum teček Braillova ṕısma v obraze
a to nejlépe tak, aby při nich vzniklo co nejméně rušeńı a tečky by tak mohly být dále
snadno zpracovány. V této části se seznámı́me jak s obecnými principy předzpracováńı, tak
s konkrétńımi metodami použitými v této práci.
Převod do odst́ın̊u šedi
Jelikož klasické metody předzpracováńı poč́ıtaj́ı s šedotónovým obrazem a barva pro
nás v tomto př́ıpadě nemá velkou informačńı hodnotu, obraz nejprve převedeme do odst́ın̊u
šedi podle vztahu [19]:
I = 0.299 ∗R + 0.587 ∗G + 0.144 ∗B (3.1)
Kde R, G a B reprezentuj́ı základńı barevné složky a I dává výslednou hodnotu šedi.
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Prahováńı
Tečky Braillova ṕısma jsou vždy viditelně odlǐsitelné od svého pozad́ı, at’ už jsou vyve-
deny jinou barvou, nebo zachyt́ıme jejich st́ın či odlesk. Fakt, že jsou viditelné, znamená,
že maj́ı tečky od svého pozad́ı odlǐsnou hodnotu jasu.
Prahováńı se použ́ıvá k převedeńı obrazu s v́ıce úrovněmi jasu na obraz se dvěmi
úrovněmi jasu (černá a b́ılá). Pro každý pixel se vyhodnot́ı, zda je jeho hodnota jasu nižš́ı
či vyšš́ı než zadaný práh a podle toho je mu přǐrazena hodnota 0, či 1 (př́ıpadně 255).
Prahováńı může být globálńı, nebo lokálńı [20]:
• Globálńı prahováńı – u tohoto zp̊usobu prahováńı je zvolena nebo nalezena určitá
hodnota prahu T a poté se sekvenčně procháźı celý obraz. Pokud plat́ı f(x, y) ≥ T ,
je pixelu přǐrazena 1, jinak 0. Práh je možno stanovit r̊uznými zp̊usoby. Je možné
zkoušeńım vybrat hodnotu, která dává nejlepš́ı vizuálńı výsledek, ale k tomu je
potřeba uživatelova aktivita, což je v tomto př́ıpadě nepř́ıpustné. Budou nás zaj́ımat
metody, které jsou schopny určit práh automaticky. K tomuto slouž́ı několik metod,
např́ıklad Otsuova metoda [21]. Jak ale můžeme vidět na obr. 3.1 b), globálńı pra-
hováńı neńı vhodné v př́ıpadě nerovnoměrného osvětleńı či rozd́ılných hodnot jasu
v r̊uzných částech obrazu.
• Lokálńı prahováńı – neboli také adaptivńı či dynamické prahováńı. Hlavńı výhodou
je větš́ı úspěšnost při prahováńı sńımku s nerovnoměrným osvětleńım, viz obr. 3.1.
Princip lokálńıho prahováńı spoč́ıvá v tom, že je postupně zkoumáno okoĺı každého
bodu a hodnota prahu T je vždy vypočtena pro toto okoĺı. Okoĺı je určeno maskou
o určité velikosti, která se pohybuje po obraze. Pro určeńı hodnotu prahy v tomto
okoĺı je možné využ́ıt statistické funkce nebo např́ıklad již zmı́něnou Otsuovu metodu.
Výsledek prahováńı je pak závislý na zvolené velikosti masky. Do této skupiny patř́ı
např́ıklad metoda p-procentńıho prahováńı [22], Wellnerova metoda [23], nebo jej́ı
modifikace s využit́ım integrálńıho obrazu [24].
a) b)
c) d)
Obrázek 3.2: Různé zp̊usoby prahováńı. a) originálńı obrázek. b) globálńı pra-
hováńı s výpočtem prahu pomoćı Otsuovy metody. c) lokálńı prahováńı metodou
p-procentńıho prahováńı. d) lokálńı prahováńı Wellnerovou metodou s použit́ım in-
tegrálńıho obrazu.
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V našem př́ıpadě, kdy je fotografie z mobilńıho telefonu často nerovnoměrně osvětlená,
použijeme zajisté Lokálńı prahováńı. Konkrétně použijeme modifikaci Wellnerovy metody
s využit́ım integrálńıho obrazu [24]. Jak můžeme vidět na obr. 3.1 d), tato metoda dosahuje
nejlepš́ıch výsledk̊u.
Lokálńı prahováńı s využit́ım integrálńıho obrazu
Tato metoda byla publikována ve článku Adaptive Thresholding Using the Integral
Image [24]. V této práci si poṕı̌seme základńı princip této metody a jej́ı výhody.
Integrálńı obraz je technika, pomoćı které jsme schopni efektivně spoč́ıtat sumu hod-
not pixel̊u v určité oblasti obrazu. Tuto sumu můžeme rovněž spoč́ıtat bez integrálńıho
obrazu, procházeńım a sč́ıtáńım všech bod̊u v dané oblasti. V př́ıpadě adaptivńıho pra-
hováńı však potřebujeme poč́ıtat okoĺı každého pixelu a to by bylo klasickým zp̊usobem
velmi pomalé. Pokud bychom aplikaci provozovali na klasickém poč́ıtači, časový dopad by
při dnešńıch výkonech procesor̊u nebyl tak velký. Naše aplikace je ale navrhována pro mo-
bilńı telefon s často slabým procesorem, a tak muśıme dbát také na efektivnost metod.
Z toho d̊uvodu použijeme namı́sto klasického př́ıstupu integrálńı obraz, pomoćı kterého
dokážeme spoč́ıtat sumu oblasti s konstantńım počtem operaćı nezávisle na jej́ı velikosti
a to pouze s lineárńı složitost́ı předzpracováńı.
Předzpracováńım se mysĺı výpočet integrálńıho obrazu z dané šedotónové fotografie.
Výpočet pro každý bod, ilustrován na obr. 3.3, prob́ıhá podle následuj́ıćıho vzorce:
I(x, y) = f(x, y) + I(x− 1, y) + I(x, y − 1) − I(x− 1, y − 1). (3.2)
Kde I(x, y) je hodnota integrálńıho obrazu a f(x, y) úroveň jasu šedi v daném bodě.
3 2 0 1
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Obrázek 3.3: Integrálńı obraz. a) vstupńı matice. b) vypoč́ıtaný integrálńı obraz.
c) použit́ı integrálńıho obrazu k výpočtu sumy šedé oblasti.
Když máme vypoč́ıtaný integrálńı obraz, suma jakéhokoliv obdélńıku s krajńımi body






f(x, y) = I(x2, y2) − I(x2, y1 − 1) − I(x1 − 1, y2) + I(x1 − 1, y1 − 1) (3.3)
Zde vid́ıme, že suma jakkoliv velké oblasti, se na rozd́ıl od klasického procházeńı všech
pixel̊u, spoč́ıtá pouze pomoćı tř́ı operaćı sč́ıtáńı a odč́ıtáńı, což je velká časová úspora. Je sice
nutné nejprve z fotografie vypoč́ıtat integrálńı obraz, to však znamená jen jeden pr̊uchod
nav́ıc přes všechny pixely. Z d̊uvod̊u optimalizace je dokonce možné poč́ıtat integrálńı obraz
již v prvńım pr̊uchodu, kdy fotografii pixel po pixelu převád́ıme do odst́ın̊u šedi. Źıskanou
sumu následně použijeme pro výpočet pr̊uměrné hodnoty dané oblasti.
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Prahováńı samotné je založeno na Wellnerově metodě [23], která prahuje obrázek po-
moćı jediného pr̊uchodu. Ta v koncepci porovnává každý pixel s pr̊uměrnou hodnotou jeho
okoĺı. Pokud je hodnota pixelu t procent menš́ı než pr̊uměr, je nastavena hodnota černé (0),
jinak b́ılé. Okoĺı u Wellnerovy metody je bráno jako s naposledy zpracovaných pixel̊u,
což může být nepřesné, jelikož neńı uvažováno okoĺı do všech směr̊u od pixelu. Právě zde
využijeme výhodu integrálńıho obrazu a budeme poč́ıtat pr̊uměr oblasti velké s∗s pixel̊u, se
středem ve zkoumaném pixelu. T́ımto do pr̊uměru zahrneme okoĺı pixelu ze všech stran. Ve-
likosti hodnot t a s zálež́ı na konkrétńı aplikaci a pro tuto práci byly zvoleny experimentálně
na základě několika testovaćıch obrázk̊u.
Optimalizace - jelikož se zabýváme návrhem aplikace určené pro mobilńı telefon, je
pro nás žádoućı, aby byly metody co nejlépe optimalizovány. Hlavńım nedostatkem této
metody je nutnost procházeńı celého obrázku dvakrát. Jednou pro výpočet integrálńıho
obrazu, podruhé pro samotné prahováńı. Počet krok̊u předzpracováńı fotografie je tedy
celkově 2 ∗ width ∗ height.
To je však možné vylepšit. Můžeme provést prahováńı pro pixel (x − s/2, y − s/2),
ve stejném kroku jako výpočet integrálńıho obrazu v bodě (x, y) [24]. T́ımto bude výpočet
prováděn pro následuj́ıćı počet pixel̊u:
(w ∗ h) + (s
2
∗ w) + (s
2




Kde w reprezentuje š́ı̌rku fotografie a h jej́ı výšku.
Pro obrázek velikosti 600∗450 px a s rovnu 40 se jedná o cca 1,86x méně operaćı. Jelikož
je předzpracováńı jedna z nejv́ıce časově náročných fáźı navrhovaného programu, jedná se
o znatelné zrychleńı celého překladu.
3.2 Detekce objekt̊u a odstraněńı ruchu
Po uplatněńı prahováńı, je nutné v obraze detekovat objekty, které byly prahováńım
nalezeny. Při detekci objekt̊u je ale detekováno kromě opravdových teček také mnoho
ruch̊u. Může se jednat např́ıklad o odlesky, text či jiné nečistoty v obraze. Pro zjednodušeńı
analýzy teček Braillova ṕısma je nutné tyto ruchy odstranit. V této části se budeme zabývat
konkrétńımi technikami pro detekci objekt̊u v obraze a jejich klasifikaćı jako potenciálńı
tečku či ruch. Jako vstup je uvažován binárńı obraz, kde barva pozad́ı je černá (hodnota 0)
a barva potenciálńıch objekt̊u b́ılá (hodnota 1, resp. 255).
Detekce objekt̊u
Ze všeho nejdř́ıve muśıme v obraze detekovat shluky pixel̊u b́ılé barvy, tedy potenciálńı
objekty. Pro identifikaci spojených oblast́ı v obraze je možné použ́ıt algoritmus barveńı [25].
Ćılem tohoto algoritmu je pomoćı dvou pr̊uchod̊u celého obrazu opatřit každou spojitou
oblast neopakuj́ıćım se přirozeným č́ıslem. Daľśımi technikami pak muśıme źıskat informace
o tvaru těchto identifikovaných oblast́ı, o jejich velikosti apod.
V této práci ale voĺıme jiný př́ıstup. Využijeme algoritmu semı́nkového vyplňováńı [19],
který se primárně využ́ıvá na obarvováńı spojitých rastrových oblast́ı. V počátečńım pixelu
(semı́nku) se zkontroluje, zdali je barva rozd́ılná od pozad́ı a pokud ano, pixel se obarv́ı a al-
goritmus se rekurzivně spust́ı na sousedńı pixely ve čtyř-okoĺı. Princip je názorně zobrazen
na obr. 3.4.
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1. krok 2. krok 3. krok
Obrázek 3.4: Princip semı́nkového vyplňováńı.
Pro detekci objekt̊u postupně po řádćıch procháźıme obraz, a pokud naraźıme na pixel
b́ılé barvy (okraj shluku pixel̊u), spust́ıme algoritmus semı́nkového vyplňováńı. Algoritmus
postupně projde všechny pixely shluku a obarv́ı je na černo. T́ım objekt zmiźı z obrazu,
což je nezbytné k tomu, aby nebyl shluk znovu analyzován při pr̊uchodu daľśım řádkem.
Naš́ım ćılem však neńı pouze obarvováńı shluk̊u, nýbrž poč́ıtáńı počtu pixel̊u oblast́ı a také
výpočet minimálńı a maximálńı x a y hodnoty shluku. Tyto hodnoty jsou źıskávány již
během samotného obarvováńı a následně slouž́ı k výpočtu š́ı̌rky a výšky shluku a také
k určeńı pozice jeho středu. Na obr. 3.5 můžeme vidět, že bylo detekováno i spousta šumu
a ruch̊u. V daľśıch kroćıch je popsáno, jak se jich zbavit.
a) b)
Obrázek 3.5: Výsledek detekce objekt̊u. a) originálńı obrázek. b) objekty (červeně)
po detekci.
Jak můžeme vidět, oproti dvoupr̊uchodovému algoritmu barveńı, popsaného v prvńım
odstavci, semı́nkové vyplňováńı procháźı celý obraz jen jednou. Počet operaćı samozřejmě
naroste každým ”zasazeńım semı́nka”a spuštěńım samotného algoritmu obarvováńı oblasti.
Pokud však uváž́ıme, že je po prahováńı většina obrazu vyvedena černou barvou a je zde
jen několik objekt̊u, které jsou obarvovány, jedná se o značnou časovou úsporu. Nav́ıc jsme
schopni během operace barveńı př́ımo poč́ıtat počet pixel̊u daného shluku a daľśı potřebné
informace. To při sekvenčńım procházeńı u algoritmu barveńı neńı možné.
Jelikož algoritmus semı́nkového vyplňováńı využ́ıvá rekurzi, hroźı zde přetečeńı progra-
mového zásobńıku při vyplňováńı velkých oblast́ı. Řešeńım může být nastaveńı určité meze
počtu pixel̊u, které algoritmem zpracováváme. Po dosáhnut́ı této meze se algoritmus ukonč́ı
a zbytek shluku je analyzován daľśım posunem v obraze. Zde se však může objevit problém
u velkých oblast́ı, které jsou takto rozděleny do v́ıce část́ı. Vzhledem k tomu, že je apli-
kace navrhována pro mobilńı telefon, nemůžeme si dovolit dát mez př́ılǐs velkou a může se
tedy stát, že by mohly být rozděleny i velké kandidátńı tečky. Lepš́ı variantou je nahrazeńı
rekurze zásobńıkem, kdy dokážeme detekovat libovolně velké objekty a t́ım detekci zpřesnit.
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Podmı́nky objekt̊u
Ve chv́ıli, kdy skonč́ı algoritmus vyplňováńı, máme k dispozici počet pixel̊u každého
zkoumaného shluku, jeho š́ı̌rku a výšku. Již v této fázi můžeme na základě těchto informaćı
některé shluky vyřadit a prohlásit je za ruch. Jsou tři základńı typy ruch̊u:
1. Zaprvé se jedná o př́ılǐs malé či velké objekty (např. jednopixelové ruchy či kus špatně
vyprahovaného pozad́ı). Stanov́ıme zde mez, mezi kterou se muśı pohybovat počet
pixel̊u shluku.
2. Dále se jedná o shluky, které jsou moc široké či vysoké (např. šmouhy, některá
ṕısmena, č́ıslice). Zde vypočteme poměr mezi š́ı̌rkou a výškou a opět urč́ıme mez,
za kterou objekt prohláśıme za ruch.
3. Posledńı podmı́nkou je poměr skutečného počtu pixel̊u k obsahu obdélńıku, který
shluk opisuje. Kupř́ıkladu kruh, reprezentuj́ıćı tečku, opisuje čtverec. Ovšem např́ıklad
malé ṕısmeno
”
s“ také opisuje zhruba čtverec. Zat́ımco obsah kruhu odpov́ıdá cca 80%
obsahu opsaného čtverce, u malého ṕısmena
”
s“ je to cca 50%. Můžeme tedy určit
mez, kterou muśı překračovat poměr obsahu opsaného obdélńıku a skutečného obsahu
shluku, aby byl shluk považován za kandidátńı tečku.
a) b)
Obrázek 3.6: Uplatněńı podmı́nek. a) všechny objekty po detekci. b) objekty vyho-
vuj́ıćı podmı́nkám.
Shluky, které na základě těchto podmı́nek nejsou vyhodnoceny jako ruch, přidáme do se-
znamu objekt̊u, se kterým dále pracujeme. Jednotlivé meze jsou určeny experimentálńım
měřeńım s t́ım, že nejsou př́ılǐs striktńı. Raději prohláśıme v́ıce ruch̊u za kandidáty, které
jsme schopni vyřadit dále, než abychom označili reálné tečky za ruchy a t́ım dále zp̊usobili
chybu překladu. Na obr. 3.6 se můžeme přesvědčit, že jen pomoćı jednoduchých podmı́nek,
výrazně zredukujeme počet ruch̊u.
Podobnost
Reálně jsou všechny tečky Braillova ṕısma v obraze stejně velké, a i když se jejich tvar
může mı́rně měnit např́ıklad na základě osvětleńı, jsou si tvarově přibližně podobné. Daľśım
krokem odstraněńı ruch̊u je tedy eliminace objekt̊u, které si nejsou podobné s ostatńımi
objekty. V obraze může být velké množstv́ı objekt̊u, které maj́ı přibližně kruhový tvar
a vyhovuj́ı všem podmı́nkám popsaným v předešlé sekci, i když se jedná o ruchy. Tyto ruchy
jsou často r̊uzně velké a tak lze konstatovat, že pokud se v obraze nevyskytuj́ı alespoň daľśı
dva objekty podobné zkoumanému objektu, jedná se o ruch.
Pro zkoumáńı podobnost́ı postupně procháźıme seznam objekt̊u a kontrolujeme každý
objekt. Kontrolou rozumı́me druhý cyklus procházeńı seznamu a srovnáváńı aktuálńıho ob-
jektu s ostatńımi v seznamu. V druhém cyklu procháźıme seznam pouze dále od aktuálńıho
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objektu, jelikož objekty umı́stěné před aktuálńım objektem již byly s t́ımto objektem
srovnávány. Samotná podobnost se určuje opět meźı poměru počtu pixel̊u objekt̊u a poměru
š́ı̌rek a výšek. Ve chv́ıli, kdy zjist́ıme, že je některý objekt s aktuálńım podobný, zvýš́ıme
poč́ıtadlo podobnost́ı u obou těchto objekt̊u. Až se tedy bude zkoumat objekt, v tomto
cyklu vyhodnocený jako podobný, bude již mı́t informaci o tom, že je jeden podobný ob-
jekt umı́stěný před ńım. Pokud má aktuálńı objekt po prozkoumáńı poč́ıtadlo podobnost́ı
menš́ı než tři, znamená to, že objekt nemá v obraze dostatečný počet podobných objekt̊u
a bude smazán. T́ımto př́ıstupem je poměrně efektivně srovnán každý s každým objektem
a v d̊usledku výrazně zredukován počet ruch̊u v obraze. Na obrázku 3.7 c) vid́ıme ukázku
uplatněńı této techniky.
Osamocené objekty
Po odstraněńı ruch̊u na základě podobnost́ı, mohou v obraze stále z̊ustat skupiny ruch̊u,
které jsou si tvarem či velikost́ı podobné. Často však nejsou tyto skupiny podobných ruch̊u
umı́stěny bĺızko u sebe. Tyto ruchy lze tedy identifikovat na základě faktu, že se tečky
Braillova ṕısma vyskytuj́ı vždy ve skupinách a tak můžeme prohlásit, že pokud se v určité
vzdálenosti od objektu nenacháźı podobný objekt, jedná se o ruch.
a) b) c)
d) e)
Obrázek 3.7: Odstraněńı ruch̊u. a) originálńı obrázek. b) výsledek po uplatněńı
podmı́nek. c) po porovnáńı podobnosti. d) odstraněńı osamocených obj. e) od-
straněńı malých obj.
Jelikož v předchoźım kroku źıskáváme seznam podobných objekt̊u ke každému ob-
jektu, můžeme postupně zkoumat seznam těchto podobných objekt̊u a vyhodnotit, zda
jsou k aktuálńımu objektu bĺızké. Pokud se zkoumaný objekt nacháźı v okoĺı aktuálńıho,
inkrementujeme poč́ıtadlo bĺızkých objekt̊u a to jak u aktuálńıho objektu, tak u objektu,
který byl vyhodnocen jako bĺızký. Jako okoĺı objektu uvažujeme prostor pětinásobku š́ı̌rky
a pětinásobku výšky na každou stranu od středu zkoumaného objektu. Pokud aktuálńı ob-
jekt nemá po ukončeńı zkoumáńı žádný podobný objekt v jeho okoĺı, je smazán ze seznamu
objekt̊u. Tato metoda vykazuje výborné výsledky a redukuje počet ruch̊u až o polovinu,
což je možné vidět na ukázkovém obrázku 3.7 d).
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Malé objekty
Výstupem předchoźıho kroku je sada objekt̊u, z nichž je většina teček. Mohou se ale ob-
jevit také ruchy, které jsou si podobné a jsou nav́ıc umı́stěny ve skupině. Většinou se jedná
o ruchy, které jsou k tečkám poměrně malé. Pokud by se jednalo o ruchy přibližně velké
jako tečky, které prošly všemi filtry, je nutné je analyzovat. Pro odstraněńı malých objekt̊u
vypočteme pr̊uměrnou velikost oblasti všech objekt̊u a odstrańıme ty, které maj́ı oblast
menš́ı než 60% pr̊uměru. Toto č́ıslo bylo určeno experimentálně na základě několika testo-
vaćıch obrázk̊u. Jak vid́ıme na obr. 3.7 e), odstraněńım malých objekt̊u se nám obrázek
vyčist́ı od zbývaj́ıćıch malých ruch̊u, které by nám při daľśım zpracováńı mohly dělat
problémy. V obraze se mohou vyskytovat také ruchy, které jsou větš́ı než tečky, těchto
je ale obvykle málo a jsme schopni je odstranit při seskupováńı.
Shrnut́ı
Výstupem těchto čtyř krok̊u je zredukovaný seznam objekt̊u, které by měl obsahovat
pouze kandidátńı tečky. Mezi reálnými tečkami se může vyskytnou také ruch velice podobný
tečce a v bĺızkosti teček (možno pozorovat na obr. 3.7 v horńı části obrázku). Ten je ale
možné odhalit až v následuj́ıćıch postupech.
3.3 Seskupeńı
V této části bude popsán proces seskupeńı teček do jednotlivých znak̊u Braillova ṕısma.
Zařazeńım teček do skupin odpov́ıdaj́ıćım normám Braillova ṕısma, nejen že źıskáme reálné
znaky složené z teček, ale také se zbav́ıme př́ıpadných ruch̊u, které do tohoto uspořádáńı
nezapadaj́ı. Fotografie Braillova ṕısma má tu nevýhodu, že jsou tečky od fotoaparátu vždy
jinak vzdáleny a t́ım pádem jsou vždy jinak velké. Jsou také jinak velké, pokud se jedná
o tečky odlǐsené od pozad́ı jinou barvou, nebo jen o zachycené odlesky tečky. S t́ım souviśı
nemožnost zavedeńı určitých normalizovaných rozměr̊u a nutnost všechny vztahy určovat
dynamicky. Předevš́ım se pak jedná o rozličnost mezer mezi jednotlivými znaky a jejich
sloupci.
Detekce řádk̊u
Ze všeho nejdř́ıve seskuṕıme tečky do jednotlivých řádk̊u. Seskupeńı je možné provést
na základě vertikálńı pozice objekt̊u (souřadnice y). Jelikož detekce objekt̊u prob́ıhala zpra-
cováńım pixel̊u obrazu postupně po řádćıch, v seznamu objekt̊u jsou objekty seřazeny
od toho umı́stěného nejvýše po ten nejńıže, tedy přesně podle souřadnic y. Postupně tedy
procháźıme seznam všech objekt̊u (v této chv́ıli již kandidátńıch teček) a poč́ıtáme rozd́ıl
y souřadnic mezi aktuálńım a předchoźım objektem. Pokud je absolutńı hodnota rozd́ılu
menš́ı než polovina výšky objektu, jsou tyto dvě tečky ve stejném řádku. Pokud tomu tak
neńı, je aktuálńı řádek ukončen a tečka je přidána do řádku nového.
Řádek je reprezentován seznamem teček a ukončeńım se rozumı́ seřazeńı teček podle
jejich hodnoty x, výpočet výšky a pozice řádku a jeho přidáńı do seznamu řádk̊u. Výpočet




Ćılem daľśıho kroku je seskupeńı detekovaných řádk̊u do skupin po třech řádćıch, které
spolu reprezentuj́ı řádek znak̊u Braillova ṕısma. Mimo jiné t́ımto postupem chceme odstra-
nit řádky ruch̊u, které jsou tvarem podobné tečkám, ale vyskytuj́ı se mimo skupiny reálných
teček ṕısma, které jsou uspořádány s jistou pravidelnost́ı.
V samotném algoritmu postupně procháźıme všechny řádky rozpoznané v předešlém
kroku a seskupováńı je prováděno na základě porovnáváńı mezer mezi jednotlivými řádky.
Vlastńı algoritmus se ř́ıd́ı následuj́ıćımi kroky:
1. Do seznamu přidáme řádek (first).
2. Do seznamu přidáme řádek (second) a spoč́ıtáme mezeru mezi first a second (space)
na základě rozd́ılu pozice y.
3. Pokud je space 3x větš́ı než výška řádku second, smaže se ze seznamu first a po-
kračujeme na bod 2.
4. Do seznamu přidáme řádek (third) a spoč́ıtáme mezeru mezi second a third (space2 )
na základě rozd́ılu pozice y.
5. Spoč́ıtáme poměr space2 /space (ratio).
Pod́ıváme se na daľśı řádek (next) a spoč́ıtáme mezeru mezi third a next (space3 )
na základě rozd́ılu pozice y.
Spoč́ıtáme poměr space3 /space2 (ratio2 ).
6. Pokud se ratio2 v́ıce bĺıž́ı k jedné (tzn. mezery jsou si v́ıce podobné) než ratio a zároveň
next obsahuje v́ıce teček nežli first, smažeme first a pokračujeme na bod 4.
7. Źıskaný seznam tř́ı řádk̊u prohláśıme za právoplatnou skupinu a pokračujeme opět
na bod 1.
Pomoćı podmı́nky v kroku 3. odstrańıme řádky, které jsou od daľśıch vzdáleny výrazně
v́ıce, než by tomu mělo být u řádk̊u Braillova ṕısma. Podmı́nkou v kroku 6. se odstrańı ruchy,
které se vyskytuj́ı těsně nad, nebo pod řádky s reálnými tečkami. Vycháźıme z předpokladu,






Obrázek 3.8: Seskupeńı řádk̊u. a) originálńı obrázek. b) řádky (modře) a skupiny
(zeleně).
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Výsledné skupiny řádk̊u jsou tedy složeny vždy ze tř́ı řádk̊u. Může nás však napadnout,
co se stane, když se v obraze vyskytuj́ı skupiny znak̊u, které obsazuj́ı pouze dva řádky mı́sto
tř́ı. Algoritmus seskupeńı by v takovémto př́ıpadě selhal. Tento jev je však v praktickém
užit́ı Braillova ṕısma nepravděpodobný a tak můžeme prohlásit, že skupina muśı mı́t tři
řádky. Na obrázku 3.8 vid́ıme př́ıklad detekovaných řádk̊u a jejich skupin.
Detekce sloupc̊u ve skupině
Pro daľśı zpracováńı je nutné v každé skupině detekovat sloupce teček. Pro samotnou
detekci vlož́ıme všechny tečky ze tř́ı řádk̊u skupiny do jednoho seznamu a seřad́ıme podle
souřadnice x. Pak je princip podobný jako u detekce řádk̊u, tedy postupně procháźıme
celý seznam a kontrolujeme rozd́ıl horizontálńı pozice aktuálńıho a předchoźıho prvku.
Na rozd́ıl od detekce řádk̊u zde použijeme toleranci rovnou polovině š́ı̌rky objektu. Zároveň
se v každém zpracováńı tečky přǐrad́ı č́ıslo řádku, ve kterém je umı́stěna. Tato informace
bude dále použita při zkoumáńı, které tečky ve znaku Braillova ṕısma jsou obsazeny.
Jednotlivé sloupce jsou reprezentovány sadou teček a obsahuj́ı také svou x pozici a š́ı̌rku.
Tyto dvě hodnoty jsou opět vypočteny pr̊uměrem odpov́ıdaj́ıćıch hodnot teček sloupce.
Analýza mezer a prázdných sloupc̊u
Znaky Braillova ṕısma nemuśı vždy tvořit dva sloupce teček, v řade z nich je tečkami
obsazen jen jeden sloupec a ten druhý je tvořen mezerou. Daľśım př́ıpadem možné mezery
mezi sloupci teček, je mezera mezi slovy znak̊u Braillova ṕısma. Na základě velikost́ı me-
zer mezi jednotlivými sloupci, můžeme takovéto př́ıpady odhalit, chyběj́ıćı sloupce doplnit





Obrázek 3.9: Označeńı mezer v Braillově ṕısmu.
Mezery mezi sloupci teček Braillova ṕısma můžeme rozdělit do čtyř skupin, viz obr. 3.9.
Nejmenš́ı jsou mezery mezi sloupci jednotlivých znak̊u (a), pak mezery mezi kompletńımi
znaky (b) a dále již zmiňované mezery při vynechaném sloupci (c) a mezi slovy (d). Posledńı
dvě skupiny se v některých př́ıpadech nemusej́ı vyskytnout, zejména pokud zpracováváme
fotografii zachycuj́ıćı málo znak̊u (typicky č́ıslice ve výtahu). Abychom určili, jak velká muśı
být mezera, aby byla považována za vynechaný sloupec, zjist́ıme, jaká je největš́ı mezera
mezi kompletńımi znaky. Větš́ı mezera než tato, automaticky znamená vynechaný sloupec
nebo mezeru mezi slovy. O mezeru mezi slovy se jedná, pokud je zkoumaná mezera větš́ı,
než prostor daný dvojnásobkem mezery mezi znaky a dvojnásobkem š́ı̌rky sloupce teček.
Mezera mezi slovy by tedy měla být velká jako kompletńı prázdný znak včetně mezer kolem
něj.
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Největš́ı mezeru mezi kompletńımi znaky urč́ıme analýzou všech mezer mezi sloupci
v obraze. Ty źıskáme prozkoumáńım všech sloupc̊u a porovnáńım jejich vzájemné hori-
zontálńı pozice (souřadnice x ). Źıskané mezery seřad́ıme a poté rozděĺıme do skupin podle
podobnosti. Hledanou hodnotu by měl správně obsahovat posledńı prvek druhé skupiny.
Někdy jsou ale rozd́ıly mezi mezerami prvńı a druhé popsané skupiny (obr. 3.9 a a b) velmi
malé a mezery jsou tak zařazeny do stejné skupiny podobnosti. Taková skupina však bude
obsahovat většinu mezer mezi sloupci v obraze, a tak pokud má prvńı skupina velikost
v́ıce než 70% z celkového počtu mezer, můžeme prohlásit, že hledanou hodnotu obsahuje
posledńı prvek z této prvńı skupiny. Tento výpočet muśıme provést pro mezery v každé sku-
pině zvlášt’, vlivem osvětleńı totiž mohou jednotlivé skupiny znak̊u obsahovat jinak velké
mezery.
SKUPINA 0
Obrázek 3.10: Detekované sloupce. Prázdné kruhy indikuj́ı doplněné prázdné
sloupce.
Po zjǐstěńı požadované meze, postupně procháźıme jednotlivé sloupce v každé skupině
a analyzujeme jejich mezery. Pokud vyhodnot́ıme, že se jedná o mezeru mezi jednotlivými
slovy, vlož́ıme do tohoto mı́sta speciálně označený sloupec reprezentuj́ıćı tuto mezeru. Po-
kud se jedná o vynechaný sloupec, vlož́ıme do tohoto mı́sta jeden prázdný sloupec, který
neobsahuje žádné tečky.
V obrázku 3.10 vid́ıme př́ıklad detekovaných sloupc̊u a doplněných prázdných sloupc̊u
podle popsaných podmı́nek. Dvojice prázdných sloupc̊u, reprezentuj́ıćı mezeru mezi znaky,
je v programu reprezentována jen jedńım sloupcem s př́ıznakem mezery.
Sestaveńı znak̊u Braillova ṕısma
V posledńım kroku seskupováńı nám zbývá sestavit jednotlivé znaky Braillova ṕısma
z analyzovaných a doplněných sloupc̊u. Každý znak je složen ze dvou sloupc̊u, a jelikož
máme doplněné prázdné sloupce, jako nejjednodušš́ı př́ıstup se nab́ıźı brát postupně vždy
dva sloupce a prohlásit je za znak. Toto však nelze použ́ıt vždy. Jak vid́ıme na obr. 3.10,
prvńı sloupec ve skupině netvoř́ı levý sloupec znaku Braillova ṕısma, nýbrž pravý a tak
nemůžeme za znak prohlásit prvńı dva sloupce.
Obrázek 3.11: Sestavené znaky.
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Abychom určili, zda je prvńı sloupec pravý, či levý, porovnáme mezery mezi prvńımi
sloupci. Pokud je mezera mezi prvńım a druhým sloupcem větš́ı, než mezera mezi druhým
a třet́ım sloupcem, znak je tvořen druhým a třet́ım sloupcem a prvńı sloupec je v sestaveném
znaku jako pravý. Pokud podmı́nka neplat́ı, je znak tvořen prvńım a druhým sloupcem.
Tento problém se nevyskytuje jen na začátku každé skupiny, ale také po každé mezeře mezi
slovy. I tam je nutné provést toto srovnáńı mezer.
Daľśım př́ıpadem, který komplikuje sestaveńı, je situace, kdy se před mezerou mezi
slovy vyskytuje znak, který obsahuje pouze levý sloupec. Pravý sloupec pochopitelně nebyl
doplněn, jelikož mı́sto něj byla doplněna mezera. Jednoduchým řešeńım je podmı́nka, kdy
kontrolujeme, zdali druhý sloupec, určený pro sestaveńı znaku, neńı mezera. Pokud ano,
je na jej́ı mı́sto (tedy do pravého sloupce) vložen prázdný sloupec a mezera je zpracována
v daľśım kroku.
Na obrázku 3.11 vid́ıme znaky, které byly sestaveny ze sloupc̊u vyobrazených na obr. 3.10.
Můžeme si všimnout, že zde došlo k situaci, že byl prvńı sloupec správně zařazen jako pravý.
3.4 Analýza a překlad
Posledńım krokem celého zpracováńı je překlad sestavených znak̊u na jejich textové ekvi-
valenty. Vzhledem k pozici teček ve znaku Braillova ṕısma, je možné každý znak zakódovat
do binárńıho tvaru na základě toho, zda jsou pozice ve znaku obsazeny, či nikoliv. Takto
źıskané binárńı č́ıslo poté převedeme na dekadickou hodnotu a pomoćı ńı prohledáváme
př́ıslušnou jazykovou tabulku znak̊u a prefix̊u a přǐrazujeme znaku význam.
Podle rozděleńı znaku ilustrovaného na obr. 3.12 zaṕı̌seme výslednou hodnotu znaku
v decimálńım tvaru podle vztahu:




Obrázek 3.12: Mapováńı část́ı znaku Braillova ṕısma.
Kromě znak̊u samotných muśıme sledovat také mezery mezi slovy. Ty jsou d̊uležité nejen
pro odděleńı slov, ale také jako ukončeńı platnosti některých prefix̊u. Po uplatněńı prefix̊u,
můžeme znaky sestavit do slov a výsledný řetězec zobrazit na obrazovce mobilńıho zař́ızeńı.





Tato část bakalářské práce využ́ıvá poznatky źıskané v předešlých kapitolách a popi-
suje implementaci rozpoznávaćı aplikace pro operačńı systém Android. Kapitola obsahuje
přibĺıžeńı jednotlivých součást́ı aplikace, popis uživatelského rozhrańı a jeho ovládáńı a na-
konec popisuje použité optimalizace.
Aplikace byla vyv́ıjena v prostřed́ı Eclipse za pomoćı modulu ADT, obsahuj́ıćıho An-
droid SDK. Funkčnost aplikace byla pr̊uběžně testována pomoćı emulátor̊u obsažených
v tomto modulu. Pro použit́ı na reálném telefonu bylo nutné pomoćı ADT vyexportovat
aplikaci do souboru formátu .apk, který je instalátorem aplikaćı na platformu Android.
4.1 Součásti aplikace
Aplikace BrailleReader je rozdělena do několika logických celk̊u, které mezi sebou ko-
munikuj́ı. Architektura aplikace včetně naznačených vazeb je znázorněna na obr. 4.1. Plné
modré šipky naznačuj́ı pevnou návaznost těchto krok̊u, naopak přerušované šipky ukazuj́ı









a překlad na text
TTS
Obrázek 4.1: Architektura aplikace.
Úplný název baĺıku této aplikace je com.fitvutbr.BrailleReader. Odkazované sou-
bory obsahuj́ıćı implementaci jsou uloženy ve složce /src/com/fitvutbr/BrailleReader/.
25
Význam jednotlivých součást́ı je následuj́ıćı:
• Úvodńı obrazovka. Aktivita, která je nastavena jako spouštěč celé aplikace. Ob-
sahuje úvodńı logo a uživatel se zde rozhoduje, zda obrázek, určený ke zpracováńı,
vyfot́ı vestavěným fotoaparátem, nebo vybere z galerie. V každém z těchto př́ıpad̊u
je vytvořena zpráva (Intent) určuj́ıćı, která aktivita se má spustit. Poté je sledována
návratová hodnota této aktivity a z ńı je extrahován požadovaný obrázek. Źıskaný
obrázek je následně předán ke zpracováńı. Implementace této aktivity se nacháźı v sou-
boru HomeScreen.java.
• Vyfoceńı fotografie. Obrázek je źıskán pomoćı vestavěné aktivity fotoaparátu. Ta je
z úvodńı obrazovky spuštěna pomoćı zprávy s akćı ACTION IMAGE CAPTURE. Samotná
data obrázku jsou poté obsažena v extra informaćıch návratové zprávy a bitmapu
z nich źıskáme funkćı getParcelableExtra().
• Otevřeńı obrázku. V této aktivitě je obsluhován výběr obrázku z vestavěné paměti
telefonu. Nejprve je zavolána aktivita pro źıskáńı obsahu s nastaveným filtrem výběru
obrázk̊u. Tento požadavek může být dokončen několika programy a každý z nich
může vracet jinou informaci. Konkrétně v této aplikaci, jsou správně interpretovány
návratové hodnoty z aplikace vestavěné galerie a programů, které vracej́ı př́ımo URI
obrázku. URI je poté převedeno na cestu k obrázku a tato cesta je pomoćı extra
informaćı zprávou předána zpět úvodńı obrazovce. Tato aktivita je implementována
v souboru OpenImage.java.
• Zpracováńı obrázku a překlad na text. Stěžejńı aktivita, ve které je zpracováván
obrázek Braillova ṕısma a je źıskán jeho textový překlad. Obrázek je do této aktivity
před jej́ım spuštěńım předán z úvodńı obrazovky. Tato součást je podrobněji popsána
v sekci 4.1 a implementace je uložena v souboru ProcessImage.java.
• TTS. Aktivita obsluhuj́ıćı převod źıskaného textu na zvuk (Text-To-Speech). Text
je zde předán z předcházej́ıćı části a aktivita je vytvořena podle princip̊u popsaných
v sekci 2.4. Po kontrole dostupnosti zdroj̊u a zahájeńı čteńı daného textu je akti-
vita ukončena a běh pokračuje v předcházej́ıćı části. Zdrojový kód implementace je
v souboru TTS.java.
• Pomocné tř́ıdy. Aktivita zpracováńı obrázku ke svému běhu využ́ıvá několik po-
mocných tř́ıd, které reprezentuj́ı jednotlivé součásti Braillova ṕısma. Tyto tř́ıdy jsou:
– Objekt. Tř́ıda reprezentuj́ıćı jednotlivé rozpoznané objekty v obraze. Obsa-
huje informace o š́ı̌rce a výšce objektu, jeho pozici v obraze, seznam všech
bod̊u využitý pro vykresleńı a také pomocné ukazatele jako je počet podobných
a bĺızkých objekt̊u. Tyto informace jsou využity v postupech popsaných v kapi-
tole 3. Zdrojový kód této tř́ıdy nalezneme v souboru Obj.java.
– Řádek. Tř́ıda popisuj́ıćı reprezentaci řádk̊u teček Braillova ṕısma. Kromě se-
znamu objekt̊u v tomto řádku obsahuje také informaci o pozici a výšce řádku.
Definici tř́ıdy nalezneme v souboru Line.java.
– Sloupec. Vyjádřeńı jednotlivých sloupc̊u znak̊u Braillova ṕısma. Tř́ıda obsa-
huje seznam objekt̊u v daném sloupci, jeho pozici, š́ı̌rku a mezeru k daľśımu
sloupci. Je zde také implementována metoda pro výpočet dekadické hodnoty to-
hoto sloupce na základě obsazenosti jednotlivých pozićı ve sloupci. Zdrojový kód
implementace je v souboru Column.java.
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– Znak. Touto tř́ıdou je reprezentován jeden znak Braillova ṕısma, který je složen
ze dvou sloupc̊u teček. Mimo to obsahuje také svou přeloženou dekadickou hod-
notu. Ta je źıskána součtem dekadické hodnoty prvńıho sloupce a osminásobku
dekadické hodnoty sloupce druhého. Tento vztah vycháźı z rozložeńı prezen-
tovaného na obr. 3.12 a vzorce 3.5. Definici této tř́ıdy nalezneme v souboru
BraillChar.java.
– Skupina. Tato tř́ıda vyjadřuje jednu skupinu znak̊u Braillova ṕısma a v pod-
statě jen obaluje seznamy předešlých tř́ıd. Nejprve jsou seskupeny řádky, poté
jsou v této skupině detekovány sloupce a následně jsou tyto sloupce převedeny
na jednotlivé znaky. Implementaci této tř́ıdy je v soubotu Group.java.
Zpracováńı obrázku a překlad na text
V této části aplikace jsou implementovány všechny postupy popsané v kapitole 3. Aby
byla stále s uživatelem udržována aktivita, je informován o pr̊uběhu zpracováńı pomoćı di-
alogu (ProgressDialog). Aby bylo možné tento dialog vytvořit a měnit zobrazovaný text,
podle toho která část právě prob́ıhá, je nutné samotné zpracováńı spustit v samostatném
vlákně. S aktivitou v pozad́ı, která obsahuje tento dialog, komunikuje vlákno pomoćı han-
dleru, kterému zaśılá zprávy o aktuálńım pr̊uběhu. Tento handler poté zprávy přij́ımá a in-
terpretuje. Stejným zp̊usobem, tedy zasláńım zprávy, vlákno informuje o svém ukončeńı
a vyvolá t́ım dialog zobrazuj́ıćı výsledný text.
Jednotlivé kroky popsané v kapitole 3 jsou zde reprezentovány funkcemi, které obvykle
vytvářej́ı či modifikuj́ı seznamy pomocných objekt̊u popsaných výše. Po převedeńı znak̊u
na jejich č́ıselné hodnoty, zbývá jen jejich překlad na jednotlivá ṕısmena. Abychom to mohli
udělat, potřebujeme mı́t k dispozici tabulku znak̊u pro daný jazyk a také potřebujeme
porozumět aplikováńı prefix̊u.
Tabulka znak̊u je v programu reprezentována jako zdroj řetězcových hodnot. U tabu-
lek znak̊u pro r̊uzné jazyky tedy aplikujeme stejná pravidla jako pro lokalizované řetězce
použité v aplikaci. Samotné XML této tabulky pro český jazyk je tedy uloženo v souboru




<item name="char_48" type="string">^</item> <!-- Velka pismena
<item name="char_60" type="string">#</item> <!-- Cislice
...










T́ım, že se tabulka znak̊u jev́ı aplikaci jako zdroj, odpadá jakékoliv parsováńı XML
z absolutně zadaného souboru do virtuálńı struktury, kterou bychom až poté prohledávali.
K řetězcovému zdroji v aplikaci přistupujeme jednoduše pomoćı několika vestavěných funkćı.
Př́ıkladem může být funkce pro překlad znaku ze zadaného č́ısla:
private String translate(Integer n) {
int id = getResources().getIdentifier("char_".concat(n.toString()),
"string", getPackageName());
if (id == 0) return "";
return getString(id);
}
Prefixy jsou v souboru reprezentovány speciálńımi znaky, které se jinak v základńı
sadě Braillova ṕısma nevyskytuj́ı. V cyklu překládáńı jednotlivých znak̊u pak máme několik
boolean proměnných, reprezentuj́ıćı prefixy. Proměnné jsou nastaveny při objeveńı znaku
prefixu, při své platnosti modifikuj́ı následuj́ıćı znaky a jsou deaktivovány při př́ıtomnost́ı
mezery, nebo nové skupiny (nového řádku textu). Jak je naznačeno v ukázce souboru ta-
bulky znak̊u, č́ıslice jsou reprezentovány znakem s hodnotou o 100 vyšš́ı. Č́ıselný prefix
tedy před překladem přičte 100 k aktuálńı hodnotě znaku. Velká ṕısmena jsou nastavena
vestavěnou funkćı String.toUpperCase(). Prefixy týkaj́ıćı se řecké abecedy nebyly im-
plementovány, jelikož je nepravděpodobné, že by se vyskytovaly v textech na veřejných
mı́stech. Jejich princip by ale byl obdobný jako v př́ıpadě č́ıslic.
4.2 Uživatelské rozhrańı
Uživatelské rozhrańı aplikace bylo navrhnuto s ohledem na jednoduchost a rychlost
ovládáńı. Jelikož může být aplikace ovládána nevidomým člověkem, je celý proces roz-
poznáńı omezen na co nejmenš́ı počet stisku tlač́ıtek. Uživatelské rozhrańı je ve výchoźım
stavu v anglickém jazyce, existuje také česká lokalizace, která je vybrána automaticky,
pokud má telefon nastaven český jazyk.
a) b) c)
Obrázek 4.2: Uživatelské rozhrańı. a) úvodńı obrazovka. b) pr̊uběh zpracováńı. c) di-
alog obsahuj́ıćı výsledný text.
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Na obrázku 4.2 a) je zobrazena úvodńı obrazovka aplikace. Aktivita zpracováńı je
spuštěna ihned po źıskáńı obrázku jedńım ze dvou popsaných zp̊usob̊u. Při zpracováńı
je na pozad́ı zobrazen zdrojový obrázek a přes něj je v dialogu reflektován aktuálńı stav.
Toto stádium zobrazuje obr. 4.2 b). Po skončeńı zpracováńı a překladu je zobrazen dialog
obsahuj́ıćı výsledný text, viz obr. 4.2 c). Na pozad́ı jsou v tuto chv́ıli zobrazeny detekované
tečky, které jsou na obr. 4.2 c) zakryty dialogem. Uživatel se v tomto dialogu může roz-
hodnout, zda chce analyzovat daľśı obrázek, nebo chce přeč́ıst źıskaný text. Funkce čteńı
neńı spuštěna automaticky, jelikož pokud nemá uživatel české slovńıky, jsou reprodukovaná
slova dosti zkreslená.
4.3 Optimalizace
Aplikace, kterou vytvář́ıme, je určena pro mobilńı telefony, které mohou mı́t slabý pro-
cesor a málo paměti. Je tedy žádoućı, aby byla aplikace co nejlépe optimalizována a běžela
tak co možná nejrychleji. V této části budou popsány jak obecné zp̊usoby optimalizace
aplikaćı pro systém Android, tak konkrétńı postupy vyplývaj́ıćı z funkce programu.
Zmenšeńı zpracovávaného obrazu
Zaprvé je vhodné se zamyslet nad velikost́ı zpracovávané fotografie. Dnešńı mobilńı tele-
fony již disponuj́ı poměrně kvalitńım fotoaparátem, který v některých př́ıpadech produkuje
fotografie o velikosti 2592 x 1944 bod̊u i v́ıce. Zpracovat takto velký obrázek pixel po pixelu
představuje cca 5 milion̊u operaćı. Předzpracováńı obrazu a v návaznosti bezpochyby také
detekováńı objekt̊u, by bylo tedy velice časově náročné. Pokud bychom obrázek před zpra-
cováńım zmenšili, např́ıklad na rozměry 600 x 450 bod̊u, sńıžil by se počet operaćı na 270
tiśıc, což je cca 18x méně. Otázkou je, kolik informaćı se t́ımto zmenšeńım ztrat́ı a zdali
toto zmenšeńı nebude ke škodě kvality rozpoznáńı.
Problém při zmenšeńı by mohl prakticky nastat, pouze pokud by byly vyfotografovány
př́ılǐs malé tečky Braillova ṕısma a ty by po zmenšeńı v obraze zanikly, př́ıpadně byly
považovány za malé ruchy. Aplikace je však primárně určena pro vyfotografováńı poměrně
krátkého textu a tak je předpoklad, že tečky takového textu budou relativně velké a budou
rozpoznány. Naopak, pokud fotoaparát mobilńıho telefonu nedisponuje funkćı zaostřeńı,
zmenšeńım obrazu v některých př́ıpadech částečně minimalizujeme rozmazáńı, uzavřeme
objekty a t́ım vylepš́ıme výsledné rozpoznáváńı.
Źıskaný obrázek zmenš́ıme tak, aby jeho š́ı̌rka ani výška nepřekračovala velikost 600px.
Zmenš́ıme vždy deľśı stranu a nový rozměr té kratš́ı dopoč́ıtáme tak, aby byl zachován
správný poměr. Tuto redukci provedeme ještě před předáńım obrázku části zpracováńı
a t́ım zredukujeme velikost dat, které se muśı předat mezi těmito aktivitami. Samotnou
operaci zmenšeńı provedeme integrovanou metodou Bitmap.createScaledBitmap().
Obecné zp̊usoby zvýšeńı výkonu
Jako u každého programovaćıho jazyka, také v systému Android existuj́ı zásady, d́ıky
kterým jsme schopni zrychlit běh celé aplikace. Těchto zásad je v́ıce, zde si však zmı́ńıme
jen ty, které se týkaj́ı prvk̊u hojně použitých v této aplikaci [12]:
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• Vı́cedimenzionálńı matice. Pokud pracujeme s obrazem, automaticky pracujeme
také s dvojrozměrným polem, souřadnicemi x a y. Mnohem efektivněǰśı, než použit́ı
v́ıcedimenzionálńıho pole, je použit́ı jednorozměrného pole s mapovaćı funkćı. API
Androidu nám umožňuje jednoduchý převod bitmapy do jednorozměrného pole po-
moćı funkce Bitmap.getPixels(int[], ...). Mapováńı souřadnic do tohoto pole
poté provád́ıme mapovaćı funkćı ve tvaru y * width + x.
• Reálná č́ısla. Práce s reálnými č́ısly je na zař́ızeńıch Android přibližně 2x pomaleǰśı,
než práce s celoč́ıselnými. Tam, kde neńı přesnost reálných č́ısel nezbytně nutná,
použijeme výhradně č́ısla typu int.
• Procházeńı seznamů. V programu je využito poměrně velké množstv́ı neomezených
seznamů typu ArrayList. Tyto seznamy lze procházet hned několika zp̊usoby: po-
moćı iterátoru, klasickým cyklem for, nebo while a také zkráceným cyklem for
(for-each). Právě posledńı zmı́něný zp̊usob procházeńı je nejrychleǰśı a také zda-
leka nejpřehledněǰśı. Tam, kde je to možné, tedy využijeme právě tento zp̊usob.
V některých př́ıpadech, kdy v pr̊uběhu procházeńı potřebujeme např. vkládat daľśı
prvky, je výhodněǰśı použit́ı iterátoru, i přesto, že se nejedná o procházeńı nejrychleǰśı.
• Práce s pamět́ı. Ve správné aplikaci bychom se měli vyhnout zbytečnému alokováńı
paměti. To znamená nevytvářet nadbytečné pomocné proměnné, nové pole pixel̊u
źıskat přepsáńım starého nepotřebného pole apod. O uvolňováńı nepotřebných ob-
jekt̊u se totiž nestaráme sami, ale provád́ı je garbage collector. Ten je spouštěn při
nedostatku paměti, nebo také periodicky. Každopádně jeho spuštěńı má vždy vliv na




V této kapitole zhodnot́ıme úspěšnost celého procesu rozpoznáńı a provedeme analýzu,
za jakých podmı́nek je rozpoznáńı bezproblémové a kde může docházet k chybám. Vyhod-
noceńı bylo provedeno na základě výsledk̊u 133 testovaćıch fotografíı źıskaných ze třinácti
r̊uzných zdroj̊u. Mezi těmito zdroji jsou výtahy, interiéry vlak̊u, nástupǐstě na autobusových
nádraž́ıch či popisy učeben ve škole. Zpravidla se jedná o krátké texty informativńıho cha-
rakteru.
5.1 Podmı́nky zachyceńı obrazu
V této části budou popsány situace, za kterých mohou nastat problémy při rozpoznáváńı.
Budou zde zmı́něny také přibližné meze, při kterých by funkčnost aplikace omezena být
neměla.
Otočeńı
Nesprávné natočeńı fotografie bude nejsṕı̌se jeden z nejčastěǰśıch problémů. Nejprve se
muśıme zamyslet, co se stane, pokud uživatel vyfot́ı fotografii mobilńım telefonem otočeným
někdy na výšku a někdy na š́ı̌rku. Mohlo by nás napadnout, že v jednom z těchto př́ıpad̊u
bude źıskaná fotografie o 90◦ pootočena. Neńı to naštěst́ı tak. Mobilńı telefony se systémem
Android pomoćı zabudovaných čidel rozpoznaj́ı, jak jsou otočeny a podle toho orientuj́ı foto-
grafii. Pokud je tedy poř́ızena fotografie mobilńım telefonem převráceným vzh̊uru nohama,
aplikace źıská fotografii orientovanou správně.
Toto ovšem plat́ı pouze pro otočeńı o násobky 90◦, uživatel stále může poř́ıdit fotogra-
fii, která je až o 45◦ nesprávně natočena. V takovém př́ıpadě by byly správně detekovány
objekty, ale jelikož program neobsahuje metody pro analýzu otočeńı, výsledné seskupeńı
a překlad by byl nesprávný. Budeme muset předpokládat, že uživatel znaky Braillova ṕısma
vyfotografuje relativně rovně. Drobné odchylky jsou samozřejmě akceptovány, plat́ı zásada,
že vždy následuj́ıćı tečka v řádku muśı být svou horńı či spodńı stranou maximálně v po-
lovině předchoźı tečky. Pokud je odchylka větš́ı, nebudou již tyto dvě tečky rozpoznány
ve stejném řádku.
Mı́ra natočeńı, při kterém jsou řádky spolehlivě rozpoznány, velice zálež́ı na délce textu.
Text s krátkými řádky může být daleko v́ıce natočen, nežli deľśı text. Je to dáno t́ım,
že když je natočen dlouhý řádek, rozd́ıl mezi pozićı prvńı a posledńı jeho tečky je tak
velký, že může být posledńı tečka již na úrovni prvńı tečky daľśıho řádku. Řádky jsou poté
nesprávně sloučeny a překlad selže. Př́ıklad tohoto jevu můžeme vidět na obr. 5.1, kde je
každý detekovaný řádek zobrazen jinou barvou.
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a) b)
Obrázek 5.1: Př́ıklad natočeńı krátkého a dlouhého textu. a) řádky správně detekovány.
b) v d̊usledku otočeńı jsou řádky sloučeny.
Světelné podmı́nky
Fotografie Braillova ṕısma může být vyfotografována za špatných světelných podmı́nek.
Obzvláště pokud mobilńı telefon nemá blesk, může se stát, že źıskaná fotografie bude př́ılǐs
tmavá na to, aby bylo rozpoznáńı úspěšné. V obraze jsou rozpoznávány odlesky či změny
barev jednotlivých teček. Pokud jsou tedy světelné podmı́nky natolik špatné, že na fotografii
nejsou tečky zřetelně viditelné, nerozezná je ani program. Na obr. B.2 v př́ıloze B můžeme
vidět př́ıklad špatně osvětlené fotografie, u které z tohoto d̊uvodu nejsou správně detekovány
všechny tečky.
Rozmazáńı
Při použit́ı fotoaparátu nevybaveného zaostřováńım, nebo v d̊usledku jeho pohybu při
uzavřeńı závěrky, může vzniknout fotografie, která je rozmazaná. V aplikaci nejsou použity
žádné algoritmy, které by rozmazáńı napravovaly, či zmenšovaly jeho dopad. Proto zde opět
plat́ı, že pokud je rozmazáńı velké a tečky maj́ı po segmentaci př́ılǐs odlǐsný tvar, nebo jsou
např́ıklad spojeny, bude rozpoznáńı neúspěšné. Neznamená to však, že muśı být fotografie
naprosto ostré. V př́ıloze B na obrázku B.3 vid́ıme, že byly tečky úspěšně rozpoznány
i přesto, že se jedná o poměrně výrazné rozmazáńı.
Vzdálenost
Kv̊uli zmenšeńı fotografie diskutované v sekci 4.3, má aplikace svá omezeńı co se týče
vzdálenosti, ze které je schopna spolehlivě rozpoznat znaky Braillova ṕısma. Efektivńı
vzdálenost se lǐśı od kvality zachycovaných teček. Např́ıklad u teček, které jsou vyvedeny
jinou barvou, než je pozad́ı, je plocha segmentovaného objektu větš́ı, než u teček barvy
stejné jako pozad́ı. V prvńım př́ıpadě je totiž prahováńım zachycena celá tečka, kdežto
v druhém př́ıpadě jen jej́ı odlesk, tedy jen část. Z toho d̊uvodu je efektivńı vzdálenost větš́ı
u teček, které maj́ı barvu odlǐsnou od pozad́ı. Aplikace tedy neńı určena pro rozpoznáváńı
celých list̊u textu, nebo ṕısma, které je vyfoceno z moc velké dálky.
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Povrch a barva teček
Jak bylo naznačeno v předchoźım odstavci, lépe jsou rozpoznávány tečky s barvou
odlǐsnou od pozad́ı. Naopak nejh̊uře jsou na tom tečky, které jsou vytlačeny do lesklého
plechu či plastu. Světlo totiž na lesklém povrchu může zp̊usobit parazitńı odlesky a t́ım
zapř́ıčinit zmizeńı některých teček nebo jejich deformaci. Př́ıklad lesklého povrchu u kterého
neńı možné rozpoznat všechny tečky, lze pozorovat na obr. B.5 v př́ıloze B.
5.2 Výsledky testováńı
V této sekci budou zobrazeny a diskutovány výsledky źıskané testováńım. Samotné
testováńı bylo prováděno v emulátoru se systémem Android verze 2.3.3. Do sady testovaćıch
obrázk̊u byly záměrně zařazeny i fotografie, které zjevně obsahuj́ı chybu, ale zároveň názorně
ukazuj́ı některé z výše popsaných problémů.
Úspěšnost rozpoznáńı
Úspěšnost rozpoznáńı všech test̊u demonstruje tabulka 5.1. V prvńım sloupci jsou testy,
ve kterých byly detekovány všechny tečky a byly správně přeloženy na odpov́ıdaj́ıćı text.
Druhý sloupec pak zachycuje př́ıpady, kdy byly nesprávně detekovány 1-2 tečky a vznikla
t́ım chyba u maximálně dvou znak̊u. V těchto př́ıpadech je význam přeloženého textu stále
velmi patrný, a tak neńı tyto testy vhodné považovat za zcela chybné. Jako chybný je
považován překlad obsahuj́ıćı v́ıce chyb, či překlad ukončený chybovou hláškou o neroz-
poznáńı žádných znak̊u.
Kompletně správné testy Malá chyba v 1-2 znaćıch Chybný překlad
Počet 110 7 19
Procento 82,7% 5,3% 12%
Tabulka 5.1: Tabulka úspěšnosti.
Samotné chyby byly zp̊usobeny několika druhy problémů, které jsou popsány výše.
Výskyt jednotlivých druh̊u chyb zachycuje tabulka 5.2. Selháńı testu uvedeného v posledńım
sloupci, bylo zp̊usobeno zachyceńım slova, které obsahovalo pouze dva řádky teček.
Rozmazáńı Natočeńı Osvětleńı Lesklý povrch Vzdálenost Jiné
Počet 3 3 3 5 1 1
Procento 18,7% 18,7% 18,7% 31,3% 6,3% 6,3%
Tabulka 5.2: Statistika chybových test̊u. Jednotlivé d̊uvody chyb a jejich počty.
Rychlost rozpoznáńı
U vyv́ıjené aplikace je d̊uležitá také rychlost celého zpracováńı. Bylo by nežádoućı, kdyby
aplikace byla sice spolehlivá, ale rozpoznáńı každého obrázku by trvalo např́ıklad v́ıce než
p̊ul minuty. Experimentálńım měřeńım byl zjǐstěn pr̊uměrný čas zpracováńı fotografie cca
6s u mobilńıho telefonu Huawei U8650 Sonic (s procesorem ARM1136 600 MHz a 256MB
RAM) a cca 3s v př́ıpadě mobilńıho telefonu Sony Ericsson Xperia Mini Pro (s procesorem
Scorpion 1000 MHz a 512MB RAM). U výkonněǰśıch mobilńıch telefon̊u se dá předpokládat
ještě větš́ı zrychleńı. Samotný čas byl měřen od výběru obrázku, až po zobrazeńı výsledného
dialogu. Jedná se tedy o dostatečnou rychlost, která zásadně neznepř́ıjemńı práci s aplikaćı.
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Závěr
Ćılem práce bylo nejprve prostudovat technologii Braillova ṕısma a principy operačńıho
systému Android. Dále jsem prostudoval existuj́ıćı práce, zabývaj́ıćı se rozpoznáńım Braillova
ṕısma. Většina z nich se však zabývá rozd́ılnou tř́ıdou aplikaćı, a to rozpoznáńım celých
stran textu z obrazu poř́ızeného scannerem. Podobným problémem jaký jsem řešil zde,
se zabývá článek A Braille Recognition System by the Mobile Phone with Embedded Ca-
mera [18], s jehož pomoćı jsem navrhl základńı koncepci rozpoznáváńı. V posledńım kroku
jsem implementoval navržené metody do aplikace běž́ıćı na systému Android a provedl
d̊ukladné testováńı této aplikace na reálných fotografíıch, poř́ızených mobilńım telefonem.
Hlavńım př́ınosem této práce je kompletńı návrh postupu rozpoznáváńı Braillova ṕısma
z fotografie. Vyjma předzpracováńı jsou všechny popsané metody vlastńı - touto praćı
jsem tedy zpracoval poměrně neprobádanou oblast rozpoznáńı Braillova ṕısma. Všechny
postupy, které jsem navrhl, muśı být poměrně dynamické, což je zp̊usobeno zpracováńım
běžné fotografie ze vždy odlǐsného prostřed́ı. Rozpoznané tečky a mezery mezi nimi, mohou
být pokaždé jinak velké i v jiném poměru. Mezi nejkomplikovaněǰśı části tedy patř́ı právě
analýza mezer a následné správné sestaveńı znak̊u.
V testováńı, které jsem provedl na základě 133 fotografíı z 13 r̊uzných zdroj̊u, bylo kom-
pletně správně přeloženo 83% fotografíı. Pokud přičteme testy, kde byla chyba zp̊usobena
maximálně dvěma špatně detekovanými tečkami (1-2 nesprávné znaky), stoupne úspěšnost
na 88%. V ostatńıch př́ıpadech se jedná a rozsáhleǰśı chyby (rozmazáńı teček, špatné
světelné podmı́nky, odlesky), př́ıpadně o nerozpoznáńı žádných znak̊u. Velké množstv́ı
chybných sńımk̊u jsou fotografie lesklého povrchu s lesklými tečkami. Tento povrch je
nejproblémověǰśı, a pokud bychom nebrali v potaz sńımky s chybou zp̊usobenou lesklým
pozad́ım, dostali bychom úspěšnost 91,5%. Chyby byly z největš́ı části zp̊usobeny neroz-
poznáńım některých teček, tedy problémem zp̊usobeným již ve fázi předzpracováńı obrazu
a detekce objekt̊u. Daľśı častěǰśı chybou bylo špatné rozpoznáńı řádk̊u z d̊uvodu špatného
natočeńı obrazu.
Výslednou aplikaci jsem uzp̊usobil pro použit́ı nevidomým. Kladl jsem d̊uraz na jednodu-
chost ovládáńı a na źıskáńı výsledku v co nejmenš́ım počtu krok̊u, tedy kliknut́ım na tlač́ıtko.
Dále jsem pro nevidomé implementoval funkci pro převod výsledného přeloženého textu
na hlas. Pro reálné použit́ı mezi nevidomými, by ale bylo zřejmě ještě potřeba aplikaci
testovat př́ımo s těmito lidmi a zapracovat jejich poznatky.
Práce by v daľśım možném vývoji mohla být vylepšena hned v několika oblastech.
Předzpracovańı obrazu by mohlo být doplněno o takové metody, které by zlepšovaly roz-
poznáńı teček za horš́ıch světelných podmı́nek a na obt́ıžněǰśım povrchu. Dále by mohl být
doplněn krok, který by detekoval nežádoućı natočeńı a aplikoval by na obraz transformace
pro jeho narovnáńı. Otázkou z̊ustává, jaký by mělo přidáńı těchto metod dopad na výkon
aplikace a čas zpracováńı. Mysĺım, že by se jednalo o výrazné zpomaleńı. Na druhou stranu,
výkon mobilńıch telefon̊u stále roste a již dnes existuj́ı přenosná zař́ızeńı se čtyřjádrovým
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procesorem. Daľśım krokem by tedy mohla být i optimalizace aplikace pro v́ıcejádrové
procesory, č́ımž by některé metody bylo možné zpracovávat paralelně. Velkého vylepšeńı
výsledného překladu by se také mohlo dosáhnout zavedeńım kontroly neobsazených pozic
jednotlivých znak̊u. Mohly by se u každého znaku Braillova ṕısma dopoč́ıtat pozice teček,
které nebyly detekovány a kontrolovat, zda na těchto mı́stech nebyly shluky, které byly
např́ıklad z d̊uvodu deformace vyřazeny. Někdy totiž nastává situace, kdy jsou některé
z teček nesprávně vyřazeny nebo spojeny kv̊uli rozmazáńı. Výsledná slova by také mohla
být porovnávána se slovńıkem slov daného jazyka. T́ım by mohly být opraveny některé
chyby, zp̊usobené špatným rozpoznáńım několika málo znak̊u ve slovech.
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Seznam použitých zkratek a
symbol̊u
zkratka celý název vysvětleńı
iOS iPhone OS Mobilńı operačńı systém vyv́ıjený
společnost́ı Apple.
OHA Open Handset Alliance Uskupeńı firem, které stoj́ı za vývojem
operačńıho systému Android.
OS Operating System Operačńı systém - základńı programové
vybaveńı poč́ıtače.
SGL Skia Graphics Library Open source grafická knihovna.
SSL Secure Sockets Layer Kryptografický protokol nab́ızej́ıćı
bezpečnou komunikaci na internetu.
API Application Programming Interface Rozhrańı pro programováńı aplikaćı.
SDK Software Development Kit Sada nástroj̊u pro vývoj softwaru pro
určité zař́ızeńı.
SD Secure Digital Pamět’ová karta použ́ıvaná v přenosných
zař́ızeńıch.
SMS Short Message Service Služba krátkých textových zpráv
využ́ıvaná v mobilńıch telefonech.
GPS Global Positioning System Globálńı družicový polohový systém.
XML Extensible Markup Language Rozšǐritelný značkovaćı jazyk.
DPI Dots per inch údaj určuj́ıćı, kolik pixel̊u se vejde do
délky jednoho palce




Př́ıloha A Základńı česká znaková sada
Př́ıloha B Ukázky test̊u
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Následuj́ıćı obrázky jsou ukázkou zpracováńı test̊u. Každý test obsahuje p̊uvodńı obrázek
a dva screenshoty z běž́ıćı aplikace. Prvńı screenshot zobrazuje detekované tečky, přičemž
každý detekovaný znak je vyveden jinou barvou. Druhý pak zobrazuje výsledný dialog
s přeloženým textem. Kompletńı sada test̊u je umı́stěna na přiloženém CD.
Obrázek B.1: Test 02 - Výtah FIT.
Obrázek B.2: Test 14 - Výtah FIT.
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Obrázek B.3: Test 36 - Vlak EC Praha-Ostrava.
Obrázek B.4: Test 67 - Učebny PdF UP Olomouc.
Obrázek B.5: Test 100 - Autobusové nádraž́ı Brno.
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