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Práce se zabývá vytvořením aplikace pro výuku šachu. Metody výuky zahrnují kromě hry proti 
počítači také síťovou hru proti hráči či počítači a je vytvořena i podpora pro použití šachových 
diagramů. Program disponuje podporou přehrávání existujících partií ve standardním formátu PGN. O 
rozbor těchto partií se stará šachový motor, který komunikuje přes standard Win/XBoard. Šachový 
motor generuje alternativní tahy v dané pozici a nabízí je hráči k zamyšlení. Aplikace také podporuje 
standard FEN. V úvodních kapitolách práce jsou rozebrány použité prostředky, základy šachu a 
podrobněji existující typy šachové notace. V dalších částech práce rozebírám jednotlivé existující 
šachové standardy, jejich návrh a mou implementaci v programu. Ve zbytku práce se nachází popis 
navržených a implementovaných částí programu, jako je jeho grafická podoba či podpůrné postranní 
panely. V poslední kapitole popisuji server, který propojuje všechny aktuální hráče.
Abstract
The work deals with creating of application for teaching chess. Teaching methods include not only 
play against the computer, but also a network play against the player or computer. It is also created 
the support to use chess diagrams. The program support existing playing games in standard PGN 
format. A chess engine is responsible for analysis of these games and it communicates via standard 
Win / XBoard. The Chess engine generates alternative moves in a given position and provides the 
player to think about. The application also supports standard FEN. In the opening chapters of this 
work are discussed used tools, the basics of chess and more detail existing types of chess notation. In 
other parts of the work I analyze an existing individual chess standards, theirs design and theirs 
implementation in my program. In the rest of the work I describe designed and implemented parts of 
the program, such as its graphic design and supporting side panels. In the last chapter I describe the 
server that connects all the current players.
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Již od dětství se zajímám o šachy. Rád je hraji, ale rovněž se zajímám o možnosti vylepšení tohoto 
sportu na úrovni trenérské. Proto jsem si také vybral toto téma bakalářské práce. Během tohoto 
období jsem poznal atmosféru šachových turnajů, radost z výhry a zklamání z prohry. Také jsem zažil 
různá vedení trenérů a chvíli jsem se podílel na trénování mladších šachistů. V současnosti hraji za 
klub TJ Sokol Postoupky. 
Jako hlavní cíl mé bakalářské práce jsem si stanovil vytvořit počítačový program, který umožní 
šachovým trenérům trénovat své svěřence virtuálně, tedy pomocí počítače.
Práce si klade za cíl vytvořit aplikaci určenou k šachovému tréninku přes síť. Kromě samotného 
trénování ve formě šachových diagramů je také důležité, aby trénink byl podpořen výpočetní silou 
šachového motoru, se kterým lze sehrát šachovou partii. Diagramy jsou logické úlohy, kdy hráč musí 
ze zadané pozice vymyslet takovou posloupnost tahů, aby dosáhl výhry či výrazné převahy.
Vím, že tato metoda nezmění stávající styl trénování, nicméně by mohla pomoci systematičnosti a 
pravidelnosti trénování, například když se trenér a jeho svěřenec nemohou pravidelně setkávat 
z důvodů vzdálenosti či nemoci.
Když se analyzuje šachová partie, trenér se svěřencem rozebírají jednotlivé tahy a jednotlivé chyby. Z 
této analýzy se svěřenec může poučit a využít získané zkušenosti v dalších partiích. Při tomto procesu 
může pomoci hrubá výpočetní síla šachového motoru z počítače. Ten obvykle nabídne „cesty“ jak má 




V této kapitole  popíši  nástroje,  které  jsem využíval  v mé práci,  a  to programovací  jazyk C++ a 
knihovnu Qt pro implementaci aplikace. Jazyk UML, který využívám v práci k popisu návrhu či 
vztahů mezi jednotlivými částmi programu. Doxygen pro projektovou dokumentaci. CMake, který 
slouží  k sestavení  výsledných programů a XML, které  využívám v komunikaci  mezi  serverem a  
klientem.
2.1.1 C++
Programovací jazyk C++ vychází z jazyka C. Byl vyvinut v Bellových laboratořích AT&T jako 
rozšíření jazyka C. Tento jazyk se stal jedním z nejdůležitějších v devadesátých letech dvacátého  
století a slibně pokračuje i dnes. Jeho předchůdce, jazyk C, přináší do C++ tradici výkonného, 
uceleného, rychlého a přenositelného programování. C++ nabízí několik programovacích stylů neboli 
paradigmat. Kromě procedurálního programování můžeme nově, oproti jazyku C, využívat 
objektivně orientované programování (dále jen OOP) a programování obecné.
Objektivně orientované programování je metodika vývoje softwaru. Na rozdíl od procedurálního 
programování, které zdůrazňuje algoritmy, klade OOP důraz na data. Myšlenka spočívá v navrhnutí 
návrhových vzorů takových, které odpovídají reálným věcem.
Obecné programování, které bývá označováno v některé literatuře taktéž slovem generické, je 
programovacím modelem, sdílející s OOP společný cíl, v podobě snahy vytvářet jednodušší kód pro 
opakované  použití.  Zatímco  OOP  zdůrazňuje  datové  hledisko,  obecné  programování  zdůrazňuje 
hledisko algoritmické. Pojem obecný vyjadřuje snahu vytvořit typově nezávislý kód. Jazyk C++, jako 
i ostatní programovací jazyky, má mnoho datových typů. Kdybychom například chtěli napsat funkci  
pro  třídění  dat  těchto  typů,  museli  bychom  vytvořit  pro  každý  typ  odlišnou  funkci.  Obecné 
programování zajišťuje možnost, že můžeme napsat jednu funkci pro obecný datový typ a použít ji 
pro různé typy. Tuto metodiku zajišťujeme pomocí šablon.
Jazyk C++ , i když zdědil blízkost k hardwaru, je přenositelný. Tímto pojmem myslíme to, že 
lze  přenést  bez  jakýchkoliv  úprav  (či  s  minimálními)  na  jinou  platformu.  Existuje  mnoho 
kompilátorů, mnoho procesorů a platforem. Je na programátorovi, zda bude psát kód tak, aby jeho 
program šel přeložit  i  na jiné platformě,  čí nikoliv. Lidé, kteří  psali  programy v C++, se s tímto 
problémem potýkali také.  A protože bylo nutné tento problém již řešit,  dal  v roce 1990 American 
National Standard Institute (ANSI) vytvořit výbor, který měl za úkol sjednotit kompilátory v podobě 
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standardu  jazyka  C++. K této  iniciativě  se  připojila  International  Standard Organization  (ISO). 
Závěrečný standard byl vydán v roce 1998. Ze strany programátorů je tlak, aby výrobci kompilátorů 
dodržovali  tyto  standardy,  a  tím  maximalizovali  jeho  přenositelnost  na  jiné  platformy.  Pokud 
kompilátor nedodržuje stanovená ustanovení, je vhodné, abyste se porozhlédli po jiném, jakožto jeho 
náhradě. Jako odměnou vám bude větší míra přenositelnosti.
2.1.2 Qt Toolkit
Qt je multiplatformní framework, který je využíván mnoha programy jak pro grafické ztvárnění, tak i 
pro  konzolové  aplikace.  Qt  vyvíjela  norská  společnost  Trolltech.  V  roce  2008  byla  odkoupena 
společností  Nokia,  která  jej  v  roce 2011 prodala  společnosti  Digia.  Celý framework je  dostupný 
zdarma pod licencí GNU/GPL či GNU/LGPL, popř. za poplatek pod komerční licencí, pro vývojáře, 
kteří nechtějí dodržovat licence GNU/(L)GPL.  Qt je knihovna, jejíž nativní jazyk je C++. I přesto 
existuji bindings pro ostatní jazyky jako je Python, Ruby, Java, aj. Celá knihovna (a komunita okolo 
ní) je obrovská, obsahuje podporu práce se soubory, sítí, procesy, vlákny, databázemi, XML, OpenGl, 
podporu smyčky událostí aj. 
Qt se dělí na určité části – moduly: 
• QtCore – Základní negrafický modul používaný s ostatních modulech,
• QtGui – Grafické uživatelské rozhraní, obsahuje jednotlivé komponenty,
• QtMultimedia – Třídy pro práci s multimedia,
• QtNetwork – Třídy pro síťové programování,
• QtSvg – Třídy pro zobrazení SVG souborů,
• QtXml – Třídy pro manipulaci s XML,
• a jiné.
Qt doplňuje jazyk C++ o vlastní klíčová slova. Zavádí podporu pro signály a sloty, RTTI (Run 
Time Type Information) aj. Meta Object Compiler (dále jen MOC) nám zkompiluje upravené bloky 
kódu do klasického C++. MOC je de facto speciální  preprocesor,  který nahradí  klíčová slova či 
speciální makra do standardního C++. Takto vytvořený metasoubor obsahuje informace o objektu, 
jména signálů, slotů, jejich ukazatele a jiné. Meta soubor musí být zkompilován a slinkován společně 
s ostatními soubory v projektu. 
Mezi nejdůležitější a hlavně nejvíce používané vlastnosti knihovny Qt  patří  právě signály a 
sloty. Ty slouží pro komunikaci mezi objekty, jedná se o „lepší callback“, který je zaveden v Win32 
API. Signál je vyslán (makro Q_EMIT, klíčové slovo emit), a pokud existuje alespoň jeden slot, který 
je na něj připojen, je nebo jsou tyto metody zavolány. Pokračuje se prováděním vlastního kódu těchto 
metod. Qt definuje velké množství signálů ve svých třídách. Umožňuje také definici vlastních signálů 
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ve třídách odvozených od  QObject (základní třída frameworku). Signál je speciální metoda, která 
nevrací hodnotu a má pouze prototyp -  hlavičku. Signály jsou typově bezpečné, kompilátor dokáže 
odhalit jejich špatné využití. Slot (někdy překládán jako „zdířka“) je obyčejná metoda v C++ třídě, 
která má přístupová práva (private, protocted, public) a speciální vlastnost – lze připojit na určitý  
signál. V prototypu slotu nesmí být výchozí hodnota , mohou ovšem být nadefinovány jako virtuální.  
Signály a sloty se spojují statickou přetíženou metodou QObject::connect().
Její prototyp:
bool QObject::connect (const QObject * sender, const char * signal, const 
QObject * receiver, const char * method, Qt::ConnectionType type = 
Qt::AutoConnection )
Její využití je ilustrováno na následujícím obrázku:
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Obrázek 1: Princip připojení signálů na sloty. Obrázek přejat z: 
<http://qt-project.org/doc/qt-4.8/signalsandslots.html>
V předchozích kapitolách o standardizaci C++ a přenositelnosti na jiné platformy, Qt knihovna 
tímto dostává obrovský potenciál, aby byla schopna běžet na téměř všech možných platformách  a 
operačních systémech. Knihovna Qt se snaží tohoto potenciálu maximálně využít.  Qt (od verze) 4 
běží nejen na unixových operačních systémech (Linux, BSD, Solaris, HP-UX, IRIX, AIX), Windows 
a Mac OS X, ale i na mobilních zařízeních (Android) a embedded systémech.  
Co se týče Unixových operačních systémů, lze knihovnu sestavit na všech možných, skoro i 
nemožných, platformách, včetně x86, x86-64, IA64, SPARC, MIPS, PA/RISC, PowerPC, HPPA, 
ARMv4i, PPC (32 i 64 bitová).
2.1.3 XML (eXtensible Markup Language)
XML  je  obecný  značkovací  jazyk.  Byl  vyvinut  a  standardizován  W3C  (World  Wide  Web 
Consortium), což je mezinárodní konsorcium, které se zabývá webovými standardy.  XML  jsem si 
vybral  jako  nástroj  pro  implementaci  svého  protokolu,  zejména  kvůli  jeho  hlavní  vlastnosti  – 
rozšířitelnosti. Mezi další důvody bych uvedl:
XML nemá žádné předdefinované značky (na rozdíl od HTML), ty autor vytváří sám. Klade 
důraz  na  informaci,  ne  na  vzhled.  Vzhled  a jeho  transformace  na  grafickou  podobu  může  být 
proveden různými způsoby, na různých platformách a samozřejmě různými programy. Je velmi dobře 
čitelný, nejen pro programy, ale i pro lidi.
Využití  XML v mé práci  spočívá  především v  protokolu,  kterým se dorozumívá klient  se 
serverem ve formě XML dokumentů. Jeho návrh a implementaci rozebírám v kapitole 3.2 Protokol na 
straně 17.
2.1.4 CMake (Cross-plaform make)
Pokud děláte program, který má být multiplatformní  a  je složen z více než  dvou souborů, je téměř 
nutné využívat  nějaký automatizovaný systém pro  kompilaci  a  následné slinkování  programu do 
binární podoby. V dřívějších dobách se k této činnosti využívaly hlavně systémy jako autotools a jeho 
„svatá trojice příkazů“: ./configure; make; make install. Jenomže autotools jsou pro vývojáře velmi 
složité,  jazyk  m4,  obohacený  shell  skripty,  není  úplně  ideální.  CMake  je  plně  modulární  a  již 
„dospělý“ systém. Jako důkaz uvedu, že na CMake přešlo i celé grafické prostředí KDE SC 41. Tento 
systém pro kompilaci jak klientské části, tak části serverové, využívám ve své práci.
1 KDE SC je desktopové prostředí pro Linux, více viz: <http://www.kde.org/>
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Základním  kamenem  tohoto  systému  je  soubor  CMakeLists.txt  – konfigurační  soubor,  ve 
kterém je popsáno, jak vygenerovat požadovaný výstup projektového souboru. Např. zkompilovat  
projekt do binární formy ve formě spustitelného souboru či knihovny. 
Příklad konfiguračního souboru pro „Qt Hello world“ projekt:
# Volání funkce nastavuje název projektu
project(test)
# Ověření na minimální verzi CMake
cmake_minimum_required(VERSION 2.6)
# Vyhledávání balíčku Qt4
find_package(Qt4 REQUIRED)
# Zahrneme v aktuální čestě cestu k Qt a CMake
include_directories(${QT_INCLUDES} ${CMAKE_CURRENT_BINARY_DIR})
# Nastavíme proměnnou s názvy souborů se samotným kódem
set(test_SRCS mainwindow.cpp main.cpp)
# Automatické zpracování MOC
qt4_automoc(${test})
# Přidáme do výsledné spustitelné podoby
add_executable(test ${test_SRCS})
# Přilinkováváme ke knihovnám QtCore a QtGui
target_link_libraries(test ${QT_QTCORE_LIBRARY} ${QT_QTGUI_LIBRARY})
install(TARGETS test RUNTIME DESTINATION bin)
Jednotlivá  volání funkcí jsem popsal jako komentáře v samotném výpisu konfiguračního souboru.
2.1.5 Doxygen
Doxygen  je  nástroj,  který  z  programových  komentářů  generuje  projektovou  dokumentaci.  Tento 
nástroj je multiplatformní. Lze ho využívat  nejen v unixových operačních systémech, ale i v MS 
Windows a Mac OS X. Obsah projektové dokumentace zahrnuje popis jednotlivých tříd, jejich metod 
a atributů. Dokumentace obsahuje také rozhraní třídních metod (či těch netřídních - statických), jako 
jsou jejich vstupní a výstupní parametry, typ, návratová hodnota aj. Lze volitelně nastavit i grafy pro 
vzájemnou závislost mezi třídami nebo částmi kódu.
Pro výstup výsledného dokumentu lze  vybrat  z  mnoha podporovaných formátů;  já  jsem  si 
vybral formát HTML.
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2.1.6 Unified Modeling Language (UML)
Unified Modeling Language (dále jen  UML)  je grafický jazyk pro vizualizaci,  specifikaci,  návrh 
programů, popř.  celých systémů. Je standardizovaný.  O jeho standardizaci se stará  skupina Object 
Management Group.
Vývoj softwarových systémů je v nynější době natolik komplexní,  že je téměř nutnost tyto 
systémy nejdříve vymodelovat. Modely představují zjednodušení, abstrakci nad realitou (skutečným 
systémem),  kterou  reprezentují.  Každý  z  modelů  zaznamenává  konkrétní pohled  nad  danou 
problematikou. Důležitým přínosem UML a modelování obecně je, že přispívá k pochopení řešeného 
systému  jednoznačným,  uceleným  způsobem  a  podporuje  předávání  a výměnu  informací  mezi 
řešiteli.
2.2 Šachová teorie
2.2.1 Základní pravidla šachu
Šachy jsou deskovou hrou pro dva hráče odehrávající se na šachovnici o rozměrech 8x8 políček. Pole  
jsou střídavě bílá a černá. Obě dámy na šachovnici zaujímají základní postavení tak, aby jejich barva 
byla shodná s barvou pole, na kterém stojí (mnemotechnická pomůcka „dáma ctí barvu“).  Základní 
postavení kamenů je vyobrazeno na následujícím obrázku: 
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Cílem obou hráčů je dát mat. Hráči se střídají v tazích.  První začíná hráč s bílými kameny. 
Žádnou figurku nelze přemístit tak, aby byla na poli, které je obsazené vlastní figurkou. Figurky se  
pohybují  po šachovnici  dle vlastních pravidel.  Každý hráč musí  znát  základní  šachové pojmy. K 
těmto pojmům patří zejména:
• ECO – Identifikace šachového zahájení. Šachovým zahájením se rozumí počáteční fáze hry, 
kdy se každý hráč snaží co možná nejlépe umístit své figury. Ke každému identifikátoru je 
přiřazen název zahájení a počáteční posloupnost tahů. Například jednotlivé varianty 
Španělské hry mají ECO identifikátor v rozmezí C60–C99. Tyto partie začínají posloupností 
tahů: 1. e4 e5 2. Jf3 Jc6 3. Sb5.
• Šachový diagram – Šachovým diagramem je označována pozice na šachovnici, ve kterém 
hráč nehraje proti soupeři, ale místo toho řeší pozici sám. Hráč musí v postavené pozici najít 
nejlepší tah. Takový, který mu mu zajistí výhru či výraznou převahu.
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Obrázek 2: Šachy, základní postavení
• Šach – Označuje bezprostřední ohrožení krále. V následujícím tahu by mohl protihráč krále 
brát. Pokud taková situace nastane, hráč, jehož král je v šachu, musí hrát tak, aby tuto hrozbu 
odvrátil. Král má výhradní postavení a nemůže být po celou dobu partie „vyhozen“.
• Mat – Mat souvisí s šachem. Je to speciální typ šachu, kdy hráč, jehož král je napaden, nemá 
již žádnou možnost odvrátit hrozbu ohrožení krále. V této pozici partie končí a jeden hráč se 
stává vítězem, druhý prohrává.
• Pat – Hráč, který je na tahu, nemá žádný tah vyhovující pravidlům a zároveň nestojí v šachu.
• Braní mimochodem – Situace, kdy pěšec, stojící v základním postavení, postoupí o dvě pole 
vpřed. Pokud v bezprostřední blízkosti vedle něj stojí nepřátelský pěšec, může tohoto pěšce 
vzít mimochodem, jako kdyby postoupil jen o jedno pole vpřed.
• Rošáda – Rošáda je speciální tah krále. Věž, se kterou král provádí rošádu se přemístí vedle 
něj, a to buď po levici (malá rošáda) či po pravici (velká rošáda). K provedení rošády musí 
být splněny následující předpoklady:
• král nestojí v šachu,
• pole, přes která prochází král, nejsou napadena soupeřem a jsou prázdná,
• králem ani danou věží nebylo doposud taženo.
Pravidla jednotlivých figur jsou následující:2
• Král – Král se může přemístit na jakémkoliv sousední pole (takzvané „osmipolí“), pokud toto 
pole není napadené soupeřovou figurou. Speciální tah je rošáda, již popisuji v předchozím 
odstavci.
• Věž – Tah věže se provádí po jakémkoliv sloupci či řadě od pole, kde stojí.
• Střelec – Střelec se pohybuje po diagonálách. Z daného pole se může přesunou po jedné či 
druhé diagonále, která se mu nabízí. Z typu pohybu vyplývá, že střelec nikdy nezmění barvu 
pole, na kterém stojí. Pokud se jedná o střelce, který byl v základním postavení na černém 
poli, celou partií se bude pohybovat po černých polích.
• Jezdec – Pohyb jezdce je nejčastěji připodobňován písmenu „L“. Přesně se jedná o pohyb 
typu: jedno pole rovně a dvě na bok či naopak – dvě pole rovně a jedno na bok. Jezdec při 
každém svém skoku změní barvu pole, na kterém stojí. Neexistuje možnost, aby stál na poli 
bílém, a skočil taktéž na pole bílé či naopak. Je to jediná figura, která může přeskakovat 
figurky jak své, tak ty soupeřovy.
• Pěšec – Pěšec se může posunout o jedno pole vpřed, pokud toto pole není obsazeno žádnou 
figurkou. Je-li pěšec v základním postavení, může (avšak nemusí) se posunout o dvě pole 
vpřed, pokud jsou obě pole neobsazená. Pokud se nachází soupeřova figurka v diagonálně 
2 viz PLISKA, K. Učebnice šachu pro samouky: Začátečníci. 2000. s. 16.
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sousedícím poli, může ji pěšec vzít. Postoupí-li pěšec na poslední řadu, je ve stejném tahu 
odstraněn a dle uvážení hráče nahrazen jednou z následujících figur: dáma, střelec, jezdec, 
věž. Poslední možností pěšce je speciální tah braní mimochodem, který popisuji v 
předchozím odstavci.
• Dáma – Tah dámou se provádí po jakémkoliv sloupci, řadě či diagonále, na které stojí.
2.2.2 Notace
V minulosti se využívalo několik způsobů, jak zaznamenat průběh šachové hry na papírový partiář.  
Dnes  se  téměř výhradně  využívá  algebraický krátký  zápis.  V  této  kapitole  popíši  základní  typy 
šachového zápisu:
• Algebraic Notation - Algebraický zápis,
• International Correspondence Chess Federation (ICCF),
• souřadnicový,
• a jiné.
Algebraický  zápis  šachové  partie  se  dělí  na  mnoho  dalších  typů.  K  nejdůležitějším  patří 
standardní  algebraický  zápis,  krátký  algebraický  zápis,  dlouhý  algebraický  zápis  a  minimální 
algebraický zápis.
Algebraický zápis šachového tahu se skládá z písmena figurky a políčka, kam táhnula. Pokud 
tímto tahem došlo k vyhození jiné figurky, přidává se znak „x“ mezi písmeno figury a cílové pole. 
Pole je zaznamenáno jako průsečík osy vodorovné (písmena a – h) a osy svislé (čísla 1 – 8). Pokud 
nastal šach, k tahu je přidána značka „+“, u matu „#“.  Někdy se udává také znak „++“ pro dvojitý 
šach a „##“ pro dvojitý mat. Výjimku v pojmenování tvoří tahy pro rošády. Malá je označena „O-O“, 
velká jako „O-O-O“.
Rozdíl mezi krátkým a dlouhým algebraickým zápisem je ten, že v krátkém zápisu vynecháváme 
pole, ze kterého bylo táhnuto.









U algebraického  krátkého  zápisu  nastává  problém  nejednoznačnosti  z  důvodu  chybějícího 
údaje zdrojového pole. Pokud existuje více figur stejného typu, které mohou táhnout na cílové pole,  
vkládá se do tahu zdrojová souřadnice vodorovné osy za identifikátor figury. Pokud jsou ovšem tyto 
figury na stejném sloupci, vkládáme zdrojovou souřadnici horizontální osy. Příklady: 
• Jbd7 znamená pohyb jezdce, který stojí na sloupci „b“ na pole „d7“. Tato pozice může nastat 
například pokud postavíme jezdce na pole b8 a druhého na pole f6.
• J3e4 znamená pohyb jezdce, který stojí na horizontální pozici  „3“ na pole „e4“. Tato pozice 
může vzniknout, pokud jeden jezdec stojí na poli c3 a druhý na poli c5.
Pokud ani jedno z předchozích pravidel neuvede takový tah do stavu jednoznačnosti, přidává se za 
znak figury celý identifikátor zdrojového pole.
Rozdíl mezi standardním a minimálním zápisem spočívá ve vynechávání všech značek, které 
nejsou přímo  nutné k identifikaci  zdrojového a  cílového pole  a  figury,  která  tento tah provedla.  
Například identifikátor braní „x“, šachu „+“ aj.
Problém všech typů algebraického zápisu je v nepřenositelnosti mezi různými jazyky. V angličtině by 




Standardní algebraický zápis (Standard Algebraic Notation) je krátký algebraický zápis, který 
své identifikátory figur pojmenovává dle anglických názvů. Tato notace je nejrozšířenější. Její využití 
je převážně v publikaci na internetu, protože šachové programy ji umí zpracovat. 
ICCF zavádí  systém záznamu dle  čísla   sloupce (1-8)  a čísla  řádku (1-8)  šachového  pole. 









Jeho výhodou oproti algebraickému stylu zápisu je jeho přenositelnost v různých jazykových 
prostředích. Pro lidské oko je bohužel méně čitelný. V zápisu chybí informace o typu figurky, kterou 
bylo táhnuto.
2.2.3 Forsyth-Edwards Notation (FEN)
Forsyth-Edwards  Notation  (dále  jen  FEN)  je  standardní  notace  pro  popis  konkretní  situace  na 
šachovém  plátně.  FEN  byl  vytvořen  skotským  novinářem  Davidem Forsythem.  Díky  Stevenu 
Edwardsovi,  jeho  asistenci  a komentářů na  Internetu,  se  tato  notace  rozšířila  v  19.  století  do 
počítačových programů.
FEN  kromě postavení jednotlivých figur na šachovnici obsahuje i údaje o možnosti rošády, 
braní mimochodem, šachových hodinách, čísle posledního tahu a barvě hráče, který je nyní na tahu.
Příklad řetězce:
r1bqkbnr/pppp1ppp/2n5/4p3/3PP3/5N2/PPP2PPP/RNBQKB1R b QKqk - 0 3 
obsahuje pozici která je na následujícím obrázku a vzniká posloupností tahů: 1. e4 e5 2. Jf3 Jc6 3. d4. 
Tato počáteční posloupnost je označována jako Skotská hra (ECO C45).
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Více na s. 18 v kap. 3.3 FEN (Forsyth-Edwards Notation)
2.2.4 Portable Game Notation (PGN)
Portable Game Notation (dále jen PGN) standard je vyvinut pro reprezentaci šachové partie pomocí 
textových souborů. PGN je strukturován tak, aby byl dobře čitelný pro lidské uživatele, ale i pro 
počítačové programy (šachové motory a jiné podpůrné programy). Smyslem formátu je snadná 
přenositelnost mezi jednotlivými počítačovými programy. Usnadňuje sdílení databází partií pod 
veřejnou licencí (public domain) či publikaci partií (výměnu dat) mezi šachisty. Mnoho šachových 
programů, šachových motorů a jiných podpůrných programů jej má implementováno, jeho import a 
export. PGN využívá standardní algebraické notace. 
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Obrázek 3: Příklad FEN řetězce
Jako příklad uvedu partií přepsanou do PGN formátu, kterou odehrál Paul Marphy za bílé proti 
černému  M.  Morianu.  V  knize  Miniaturní  šachové  partie  ([1],  s.  68), je  okomentovaná  slovy: 











1. e4 e5 2. f4 exf4 3. Bc4 Qh4+ 4. Kf1 b5 $6 5. Bd5 Nc6 6. Nf3 Qh5 7. d4 Nf6 8.
Bb3 Ba6 9. Qe2 $2 Nxd4 $1 10. Nxd4 b4 11. Qxa6 Qd1+ 12. Kf2 Ng4#  1-0
V kapitole 3.4 PGN na straně 19 rozebírám návrh a implementaci tohoto formátu.
2.2.5 Win/XBoard (Chess Engine Communication Protocol)
Chess Engine Communication Protocol je prostředek, kterým se dorozumívá Xboard (či jeho port na 
operační systém MS Windows nazývaný WinBoard) s šachovým motorem gnuchessx. Tento protokol 
je rozšířen i do ostatních šachových motorů, ať jsou volně k dispozici či pro motory komerční. Po 
rozšíření protokolu se místo zdlouhavého „chess engine communication protocol“ udává „typ enginu 
jako win/xboard“. Program Win/Xboard, protokol a šachový motor gnuchess spolu úzce spolupracují. 
Mezi ostatní šachové motory, které podporují tento typ komunikace, například patří 3: Crafty, 
KnightX, Butcher a jiné.
3 Převzato z: <http://chessprogramming.wikispaces.com/XBoard+Engines>
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3 Analytická část
V této kapitole představuji návrh, architekturu systému, kterou jsem si zvolil pro naprogramování 
výsledného produktu. Návrh systému, jednotlivých subsystémů a částí programů je velmi důležitý. Je 
nedílnou součásti vývoje softwaru. Přináší možnost, při vhodně zvoleném řešení, výsledný program 
lépe, rychleji a levněji rozvíjet a udržovat.
Analýza zvoleného řešení jednotlivých částí programu musí reflektovat požadovanou funkci 
programu. Jelikož je požadováno, aby aplikace fungovala v síti, je nutné od začátku vývoje na tuto 
skutečnost myslet. Metodika šachové výuky je rozsáhlá. Naučit se hrát šachy neznamená jen znalost 
pravidel  a  možností pohybu  jednotlivých  figur.  Proces  výuky  šachu  je  celoživotní  výzva.  Mezi 
klasické metody učení šachu patří  hra proti  lidskému hráči.  V dnešní době  již existují  dostatečně 
výkonné  počítače  natolik,  aby  vznikly  programy,  které  tohoto  lidského  soupeře  nahrazují.  Jsou 
označovány jako šachové motory. Kromě samotného hraní šachů umí i analyzovat hru. 
Analýza patří také k nezbytné součásti učení šachu. Pojmem analýza hry se myslí činnost, kdy 
člověk prochází svou partií a přemýšlí, kdy a jak mohl hrát jinak. Počítá různé varianty v různých 
částech partie a uvažuje nad alternativními tahy. Hledáním chyb, silnějších tahů, ať už z vlastní strany 
či  ze strany soupeře,  se hráč  vzdělává a  ponaučí.  Kromě procházení  vlastních her,  prochází  hráč 
utkání velmistrů, her, které v sobě nesou velké ponaučení. Analýza partie patří k hlavním výukovým 
metodám. Počítač v analýze nese úlohu hrubé síly, která dopomáhá a ověřuje správnost nalezených 
alternativních tahů, které by mohly, ale nemusely, zvrátit výsledek partie. 
Diagramy jsou označovány jako další typ výuky. Cvičí v hráči taktiku v kritických situacích 
partie.  Diagram je  přednastavená  pozice  na  šachovém plátně.  Úkolem řešitele  je  nalézt  takovou 
posloupnost  tahů,  jež  by vedla  k  matu  či  k  jasnému  vítězství  ve  formě  např.  poziční  výhody, 
materiální převahy, aj. Tato posloupnost může být samozřejmě rozvětvena do více možných variant. 
V každé z nich musí řešitel vyhrát či mít jasnou výhodu.
V následujících podkapitolách popíši návrh jednotlivých částí zkoumaného systému. 
Nejdříve popíši moduly pro koordinaci s existujícími šachovými programy, poté návrh uživatelského 
rozhraní, nakonec jednotlivé části tohoto uživatelského prostředí.
3.1 Architektura klient – server
Pro síťové pojetí aplikace jsem si vybral architekturu klient-server. Tato architektura popisuje vztah, 
při kterém klient posílá na server žádosti a server na základě typu žádosti odpovídá klientům. Server 
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může odpovídat buď klientovi, který žádost poslal nebo přeposílat na jednoho či více jiných klientů.  
Klient tedy nemusí být na přímo spojen s dalšími klienty, ale server mu dělá jakéhosi prostředníka. 
Za hlavní výhodu považuji to, že v mých programech žádný z klientů nemusí mít veřejnou IP 
adresu  ani nemusí být všichni klienti na jedné síti. Server tyto technické problémy odstiňuje, stačí, 
aby samotný server byl „viděn“ všemi klienty, tedy v ideálním případě byl nasazen tam, kde bude mít  
veřejnou IP adresu.  Jako další důvod bych uvedl možnost centrální správy či aktualizací při dalším 
rozvoji programů.
3.2 Protokol
Protokol slouží pro komunikaci mezi serverem a klientem či klienty. Jedná se o dohodu mezi těmito 
členy komunikace o formátu a samotném významu přenášených dat. Protokol a jeho návrh musí být 
takový, aby reflektoval samotnou podstatu dat pro aplikace, kterým tato data poskytuje. Navrhl jsem 
XML značky tak, aby se seskupovaly podle jejich významu do skupin. Jako kořenový element XML 
dokumentu jsem zvolil tag s názvem „vcht“. 
Skupiny značek:
• operation – operace se systémem, například paket pro přihlášení do systému,
• list – operace pro výpis seznamů,  například paket pro výpis seznamu všech přihlášených 
hráčů,
• chat – textové zprávy;  jako jediný možný paket je seznam uživatelů a textová zpráva pro 
tyto uživatele,
• training – pakety, sloužící k trénováním šachů, jako je paket pro šachovou hru s šachovým 
enginem, paket  pro poslání  pozvánky ke hře  jinému hráči  či paket  pro poslání  diagramu 
určitému seznamu uživatelů.
Všechny značky v sobě obsahují atribut type, který udává typ vnořeného elementu. Například:
<operation type="login"> 
<login username="murry" name="Petr Dvořák" team="TJ Sokol 
Postoupky"/>
</operation>
Tento paket je ještě obalen kořenovým tagem „vcht“ před odesláním na server. Server i klient  
využívají společnou třídu, která poskytuje parametrické metody pro poskládání výsledných paketů,  
které vrací v řetězcové podobě. Tato společná třída sdílí kód a ulehčuje další rozvoj.
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3.3 FEN (Forsyth-Edwards Notation)
Forsyth-Edwards  Notation  (dále  jen  FEN) složí  k  zachycení  aktuální  pozice  na  šachovnici.  Jeho 
formát obsahuje 6 rozdílných sekcí, které jsou odděleny bílým znakem (většinou mezerou):
1. Seznam rozmístění figur na šachovém plátně – Řetězec postupně staví jednotlivé figurky na 
šachovnici.  Každá figurka má své identifikační písmeno, pokud je bílá je zapsána malým 
písmenem, pokud černá –  velkým  písmenem. Písmena vychází z anglického označení (P – 
pěšec, N – jezdec, B – střelec, R – věž, Q – dáma, K – král). Místa, kde není žádná figurka, se  
vyplňují číslem, které označuje počet vynechaných polí. Jednotlivé řádky se oddělují znakem 
„/“.
2. Aktivní  hráč – Barva hráče,  který je  nyní  na tahu.  Mohou se  zde vyskytovat  pouze dvě 
písmena, a to buď písmeno „b“ jako černý hráč nebo písmeno „w“ jako bílý hráč.
3. Možnost rošád – Identifikuje možnosti potenciálních rošád v budoucím vývoji partie, které 
mohou být,  ale  nemusí,  zahrány.  Pokud žádná z  rošád není  možná,  nachází  se  zde znak 
pomlčky „-“.  V opačném případě  je  zde  kombinace  čtyř  písmen identifikující  jednotlivé 
rošády.  Pro bílou královskou rošádu „K“, pro velkou neboli dámskou rošádu „Q“. Pro černé 
kameny jsou znaky rošád zaznamenány velkými písmeny.
4. Braní mimochodem –  Nachází se zde cílové pole, na které je možno udělat speciální tah 




Pro implementaci FEN jsem implementoval dvě metody ve třídě pro dekódování. První, která 
převádí aktuální pozici na FEN řetězec postupně, prochází všechny položky na scéně, a pokud se  
jedná o figuru, zaznamená si ji do lineárního seznamu. Posléze cyklí nad všemi možnými políčky na 
šachovnici po řádcích a hledá, zda existuje figura, která zde stojí. Pokud ano, napíše do výsledného 
řetězce  její  znak  (dle  barvy  určí  velikost  písmena)  a  vynuluje  počítadlo  volných  polí.  Pokud 
neexistuje figurka na políčku, inkrementuje počítadlo volných polí. Pokud se nachází na konci řádku, 
přidám znak oddělovače „/“ a  postupuji na řádek další.  Počítadlo volných polí ověřuji vždy před 
přidáním jakékoliv figurky, pokud je nenulové, přidám číslo  do řetězce a vynuluji ho. Další sekce 
jsou již v průběhu hledání a ukládání znaků figur na políčka zaznamenány. Pokud naleznu krále, 
kromě poznamenání si jeho znaku do výsledku, ukládám také jeho možnosti rošády, obdobně s věží. 
Pokud  mají obě figury  možnost rošády, jednotlivé kombinace napíši do výsledného řetězce. Braní 
mimochodem také řeším při hledání figur pro jednotlivá místa. Pokud pěšec v sobě nese možnosti 
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tahu braní mimochodem, poznamenám si ho. Připojením dané souřadnice vytvořím výsledný řetězec 
FEN. 
Druhá metoda převádí FEN řetězec na seznam figur, kdy jednotlivé figury v sobě obsahují  
všechny  dodatečné  informace.  Algoritmus  je  založen  na  čtení  řetězce  znak  po  znaku  a  dle 
jednotlivých sekcí staví figury (první sekce) či volá metody dané figury, a tím ji nastavuje atributy. 
Jako  je  tomu v metodě pro kódování  FEN řetězce,  i  zde se  v první  části  řetězce zaznamenáva jí 
informace pro další sekce. Například zaznamenávám ukazatele na krále, které využívám po načtení 
všech znaků v sekci pro možnost  všech  rošád. Přes tyto ukazatele následně nastavím práva táhnutí 
rošády. Vyhledám patřičné věže a jim tyto práva nastavím také.
Číslo tahu a časovou informaci tyto metody vynechávají, tedy vyplňují výchozí hodnotou.
3.4 PGN
PGN (Portable Game Notation) je standard nesoucí v sobě šachovou hru. V souboru, který zpravidla 
má koncovku .pgn,  může,  ale nemusí,  být  zaznamenáno více  partií.  Partie jsou strukturovány za 
sebou, oddělovány jedním či více bílými znaky. Každá partie je uspořádána do dvou částí:
1. Sekce s páry značek – Poskytuje informace o samotné hře. Například: kdo hrál za bílé, černé, 
kde se hrálo, v rámci jakého turnaje se hrálo, informace o typu zahájení (ECO), aj. Jedná se o  
neurčitý počet páru typu: 
[Název-tagu „hodnota“]
Pro archivaci dat  či export  programu pro veřejnou publikaci, je předepsáná sada povinných 
tagů. Těchto tagů je sedm a jsou nazývány Seven Tag Roster  (dále  STR). STR musí být v 
souboru umístěny v následujícím pořadí:
1. Event – jméno turnaje či zápasu
2. Site – lokace místa události
3. Date – datum, kdy tato partie začala
4. Round – číslo hracího kola této hry
5. White – jméno a příjmení hráče hrajícího za bílé
6. Black – jméno a příjmení hráče hrajícího za černé
7. Result – výsledek hry
2. Sekce se  samotným průběhem partie  – Sekce je složena  z šachových tahů,  z  jejich čísel 
označení,  volitelné  poznámky,  NAG  (Numberic  Annotation  Glyph),  RAV  (Recursive 
Annotation Variation) a ukončovací značky hry. Vzhledem k tomu, že ilegální tahy nejsou 
tahy skutečnými, nelze je zahrnout v této sekci. Lze je napsat v poznámce k tahu, nicméně se 
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to nedoporučuje. Číselné označení je složeno z jedné či více cifer, které jsou, ale nemusí být, 
před samotným tahem. Číslo je identifikace počtu bezprostředně následujících tahů,  které 
provedl bílý (je-li číslo přítomno) nebo černý (je-li číslo přítomno). Samotný tah je zapsán v 
SAN  notaci.  Po  šachovém  tahu  může  následovat  takzvaný NAG  (Numeric  Annotation 
Glyph), což je jazykově nezávislý element, který udává poznámku k tahu. Například: Bílý má 
mírnou výhodu, dobrý tah (ve smyslu byl proveden dobrý tah), černý má rozhodující výhodu, 
bílý má mírný prostor pro výhodu, bílý má iniciativu, bílý má útok a jiné4 . Tento NAG je 
nezáporné číslo, které předchází znak dolaru „$“ a může se pohybovat v rozmezí 1 až 255. 
RAV (Recursive Annotation Variation)  se využívá pro reprezentaci podvariant v aktuální 
pozici  v  partiích.  Zaznamenán je  jako   posloupnost jednoho či  více  tahů uzavřených do 
závorek  „(„  a  „)“.  Vnoření  těchto  podvariant  může  být  libovolné,  jedná  se  o  rekurzi. 
Ukončení hry je zapsáno jednou z možností:  1-0 (bílý vyhrál), 0- 1 (černý vyhrál), ½ – ½ 
(remíza), * (neukončená partie nebo neznámý výsledek).
Formální gramatika formátu (bez komentářů) je5:
<PGN-database> ::= <PGN-game> <PGN-database>
                   <empty>
<PGN-game> ::= <tag-section> <movetext-section>
<tag-section> ::= <tag-pair> <tag-section>
                  <empty>
<tag-pair> ::= [ <tag-name> <tag-value> ]
<tag-name> ::= <identifier>
<tag-value> ::= <string>
<movetext-section> ::= <element-sequence> <game-termination>
<element-sequence> ::= <element> <element-sequence>
                       <recursive-variation> <element-sequence>
                       <empty>
<element> ::= <move-number-indication>
              <SAN-move>
              <numeric-annotation-glyph>
<recursive-variation> ::= ( <element-sequence> )
<game-termination> ::= 1-0
                       0-1
                       1/2-1/2
                       *
4 Všechny hodnoty a jejich významy jsou popsány v tabulce: 
<http://www.saremba.de/chessgml/standards/pgn/pgn-complete.htm#c10>
5 Převzato z: <http://www.saremba.de/chessgml/standards/pgn/pgn-complete.htm#c18>
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<empty> ::=
V mé práci  jsem  implementoval  tuto gramatiku pomocí konečného automatu  a regulárních 
výrazů. Základní část algoritmu je rozdělení databáze partií na jednotlivé partie. Každou partii na dvě 
části – část s páry značek a část se samotným průběhem partie. Tuto dílčí úlohu jsem vyřešil pomocí 
regulárního výrazu:
QRegExp reg("((?:\\[[^\\[\\]]*\\][\\n]*)*)([^\\[\\]]*)");
Nad touto proměnnou cyklím, dokud nenarazím na poslední partii v souboru. V prvním dílčím 
podvýrazu se nachází sekce s páry značek a ve druhém samotný průběh partie. 
Sekci pro páry značek rozděluji na označení a hodnotu pomocí regulárního výrazu:
QRegExp reg("(\\[[^\\[\\]]*\\])");
Nad výsledným řetězcem cyklím pokud není mimo zdrojový řetězec. K jednotlivým názvům 
tagů (př. Event, Site, Date) přiřazuji hodnoty do atributů třídy, která reprezentuje šachovou hru.
Parsování druhé části partie není takto jednoduché. Zde rozděluji text na tokeny. Ty následně 
rozeznávám a dle toho o jaký typ se jedná, provedu akci. Rozlišuji typy:
1. Číslo tahu –  Pokud je token  dekadické nezáporné číslo končící tečkou,  přiřazuji číslo tahu 
aktuálnímu tahu.
2. NAG  –  Pokud  je  token  řetězec  začínající  znakem  „$“  a  následuje  nezáporné  číslo, 
zaznamenávám hodnotu k aktuálnímu tahu
3. Tah ve v SAN formátu –  Tento token rozpoznám podmínkou:  řetězec obsahující  alespoň 
jeden znak ze sady [A-Za-Z] a cifru ze sady [0-9] s výjimkou rošády, která je v SAN značena 
„O-O“ nebo „O-O-O“ pro dámskou rošádu. Je-li podmínka platná, přiřazuji řetězec s tahem 
aktuálnímu tahu ve struktuře.
4. Znak „{„  - Začátek komentáře. Tento token má zvláštní význam v tom, že nastavuje řídící 
proměnnou,  která  další  tokeny  přidává  automaticky  k  poznámce  k  tahu,  dokud  není 
resetována.
5. Znak „}“  -   Konec  komentáře.  Resetuje  řídící  proměnnou pro komentáře  a  tím přestanu 
vynechávat kód pro rozeznávání dalších typů tokenů.
6. Konec partie – Token začínající jedním ze znaků: „10*“. Zde neprovádím žádnou akci. Jedná 
se o  duplicitní informaci.  Znám  ji  z předchozí sekce  partie. V povinném STR (Sever Tag 
Roster) je atribut „Result“, který musí být vyplněn a je již zpracován.
7. Znak „(„ - začátek podvarianty
8. Znak „)“ - konec podvarianty
Rekurzi  v  podvariantách  a  jejich  možné  další  zanoření  řeším  pomocí  zásobníku.  Pokud 
naleznu token začátku podvarianty, vložím do zásobníku s ukazateli ukazatel na aktuální tah.  
Ukazatel  na  aktuální  tah nuluji.  Při  nalezení  tokenu konce podvarianty vyjmu ukazatel  z 
21
vrcholu zásobníku a použiji ho k přiřazení dané podvarianty tomuto uzlu. Před samotným 
přidáním podvarianty do uzlu cyklím a vracím se zpět po lineárním seznamu, reprezentující 
tahy,  na  první  tah.  Tento  ukazatel  je  přidán  do  vyjmutého  uzlu  jako  jeho  podvarianty. 
Nastavím aktuální tah na vyjmutý ukazatel ze zásobníku či jeho předchůdce, pokud byl první 
tah  podvariantou tahu černého.  Takový tah  je označen  znaky  „..“  po  číslu  tahu.  Tímto 
principem  se  vyhýbám  rekurzivní  funkci  a  potenciálním  problémům  s  přiřazením  uzlu, 
kterému tato podvarianta patří,  avšak implementuji libovolné zanoření podvariant v partiích 
do  vlastní  stromové  struktury.  Před  předáním  do  nadřazeného  systému  procházím  celou 
strukturu a doplňuji čísla tahů u  nichž chybí.  Také  doplňuji různé  flagy pro jednodušší a 
vizuálně dokonalejší zobrazení v programu.
3.5 Win/XBoard
Win/XBoard (oficiálně Chess Engine Communication Protocol) je protokol pro komunikaci klienta s 
šachovým motorem (více viz kapitola 2.2.5 Win/XBoard (Chess Engine Communication Protocol)). 
Jedná  se  o  stavový  protokol,  kde  návrh  jeho  užití  a  implementaci  nejlépe  vystihuje  následující  
diagram:
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Obrázek 4: UML Stavový diagram Win/XBoard
Na diagramu vidíme řízení  stavu šachového motoru.  Hrany označují  jednotlivé příkazy dle 
protokolu. Bohužel dokument, který popisuje protokol, není zcela přesný a jednotlivé šachové motory 
si upravují výstupy analýzy či stavu přemýšlení.
Šachový motor má výstup svého algoritmu pro přemýšlení nad aktuální pozicí následující:
[ply score time nodes pv]
Význam jednotlivých položek:
• ply – Označuje aktuální hloubku v procesu hledání tahu (variant).  Zpravidla platí, že čím 
větší hloubka, tím silnější tah. 
• score – Aktuální hodnocení partie na základě tahů v nodes. Parametr má jednotku 
[centi-pawn]. Hodnota po vydělení deseti je ukazatel, který říká, kolik pěšců má bílý navíc. 
Pokud je hodnota záporná, znamená to, že bílý ztrácí a naopak ukazuje, kolik pěšců navíc má 
černý. Například hodnota +1.00 znamená, že bílý má či stojí v pozici, která odpovídá výhodě 
jednoho pěšce.
• time – Čas, který šachový motor spotřeboval k nalezení této varianty.
• nodes – Nalezené uzly. Šachové tahy varianty oddělené bílým znakem.
• pv – Volná textová poznámka. Některé šachové motory (Př. Crafty) do ní vkládají četnosti 
odpovědí varianty z knihovny partií, pokud je připojena.
Šachový motor  GNU Chess  5.07  poskytuje  výstup  přemýšlení právě  v  tomto  tvaru  až  na 
drobnost.  Hodnota „ply“ je zakončena jedním ze speciálních znaků: „.“, „+“ či „&“. Jejich význam 
není bohužel zdokumentován. Výstup šachového motoru GNU Chess 6.0.2 je správný dle protokolu. 
Tato  verze  bohužel  obsahuje  chybu,  která znemožňuje  nastavení  šachového  plátna  pomocí  FEN 
notace. Přechod do stavu analýzy funguje a motor analyzuje správně. Šachový motor Crafty perfektně 
analyzuje  partie,  nicméně  posílá  tahy  SAN  notaci,  i  přesto,  že  ji  programově  pomocí  protokolu 
vypínám  a vyžaduji notaci souřadnicovou.  Z tohoto důvodu ho nelze použít pro hraní partie proti 
člověku.
Ve stavu analýzy by dle protokolu měl být výstup jednotlivých motorů následující:
• time – Uplynulý čas v setinách sekund,
• nodes – Počet uzlů k prohledání,
• ply – Prohledaná hloubka (počet uzlů, které již prozkoumal),
• mvleft – Počet tahů v aktuální hloubce, které jsou legální,
• mvtot – Celkový počet tahů ke zvážení,
• mvname – Nalezený tah, který je aktuálním stavu považovaný za nejlepší. 
Bohužel ani jeden ze zmiňovaných motorů takový výstup neposílá. Využívá stejný výstup jako 
ve stavu přemýšlení. Stavy nelze sloučit do sebe, protože pouze se stavu analýzy šachové motory  
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přijímají  příkaz pro nastavení  aktuální  pozice  pomocí  FEN notace.  Crafty například vypisuje  při 
přechodu do stavu text „Analyze Mode: type "exit" to terminate.“, nicméně formát výstupu posílá 
stejný text jako tomu je při přemýšlení.
Musím konstatovat, že sjednocení šachových motorů a řízení stavů pro klienta pomocí tohoto 
protokolu je velmi nespolehlivé. Jak praxe ukazuje, nemohu se spolehnout, že jiný motor či dokonce 
jiné verze stejného šachového motoru nebude vkládat do výstupů či přestupů z/do jednotlivých stavů 
vlastní změny. Ve své implementaci jsem se snažil o co největší obecnost kódu. 
Na  začátku  probíhá  inicializace  sdělení  protokolu  (příkaz  „xboard“)  a  jeho  verze  (příkaz 
„protover 2“). Následně jsou dojednávány podporované vlastnosti obou stran, takzvaných „feature“. 
Tato  vlastnost  protokolu  byla  zavedena  v  druhé  verzi  a  udržuje  zpětnou kompatibilitu  ve  formě 
časového  timeoutu.(vlastnost  „done“). Šachový  motor  posílá  seznam  podporovaných  vlastností, 
program  mu  nazpět  posílá  příkazy  s akceptací této  vlastnosti „accepted  <feature>“  či  zamítnutí 
„rejected <feature>“. Vlastnosti, která využívám:
1. setboard – podpora příkazu pro nastavení šachového plátna ve formě FEN řetězce, když je 
šachový motor ve stavu analýzy,
2. analyze – analýza partie, příkaz funguje jako přechod na tento stav.
3. san – Vlastnost určuje, zda se má využít SAN notace při posílání tahů v herním režimu. Tuto 
vlastnost zamítám. Program vyžaduje souřadnicovou notaci.
4. done – Tato vlastnost byla zavedena pro zpětnou kompatibilitu. Pokud do dvou sekund 
nastavím vlastnost na „1“. Šachový motor nebude již dále čekat na potvrzení či zamítnutí 
jednotlivých vlastností a přejde do pozorovacího stavu. Nastavím-li tuto vlastnost na hodnotu 
„0“, přidávám timeoutu další hodinu na vyslání zamítnutí či povolení dalších vlastností. Ve 
své implementaci po dohodnutí předchozích vlastností nastavuji hodnotu na „1“, a tím 
přecházím do stavu pozorování.
3.6 Převod SAN notace na souřadnice
Krátka algebraická notace (SAN notace) se využívá v PGN formátu jako záznam jednotlivých tahů.
Vzhledem k tomu, že aplikace umí načítat databázi PGN partií, vzniká požadavek, tyto partie přehrát 
v existujícím souřadnicovém systému. Ve formuláři s výběrem partií PGN existuje převodník, který 
provádí převod z SAN notace na notaci souřadnicovou. Převod probíhá pomocí simulace na 
šachovém plátně. Vytvořím instanci komponenty šachového plátna, kterou nezobrazuji uživateli. 
Simulace virtuálně pohybuje figurkami na šachovém plátně. Rekurzivní metoda prochází postupně 
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všechny možné tahy a jejich podvarianty. K provedení každého tahu je zapotřebí znát souřadnici „z“ 
a souřadnici „do“. Cílem simulace je tyto dvě souřadnice zjistit. 
Algoritmus  prochází  samotný  řetězec tahu a  dle  počtu  znaků  samotného  tahu  hledá  dvě 
písmena, která identifikují cílový bod.  Pokud je řetězec delší než samotný identifikátor souřadnice 
(dva znaky), poznamenává si dodatečné údaje. Samotnému tahu nejprve vymaže všechny nepotřebné 
identifikátory  pro  určení  samotného  cílové  pole.  Jedná  se  v  podstatě  o  převod  do  algebraické 
minimální notace. Mezi tyto znaky patří znak braní „x“; šachu „+“; matu „#“. Řetězec se zpracovává 
postupně všemi podmínkami v následujícím pořadí:
1. Řetězec obsahuje znak „=“ - Jedná se o proměnu pěšce v jinou figuru. Poznačím si 
následující znak, který označuje typ proměněné figury. Znak typu figurky i znak „=“  smažu 
z řetězce tahu.
2. Délka řetězce je větší či rovna čtyřem – Ve druhém znaku je obsažen buď znak sloupce či 
znak řádku zdrojové figury. Rozlišuji znak a cifru. Znak říká, že se jedná o sloupec. Cifra 
identifikuje řádek. Identifikovali-li jsme sloupec, určíme, zda-li následující znak je cifra. 
Pokud se jedná o cifru, jedná se o úplnou souřadnici. Znaky, které jsem si poznamenal, mažu 
s řetězce tahu.
3. Délka řetězce je rovna třem – Algoritmus testuje všechny identifikátory figur. Pokud 
nevyhovuje ani jedna, jedná se o zdrojový sloupec při braní, kdy zdrojová figura je pěšec.
4. Délka řetězce je rovna dvěma – Zdrojová figura je pěšec. Poznamenám si pouze typ figurky.
Tímto principem na konci všech podmínek v řetězci zůstanou dva či tři znaky, kdy poslední dva jsou 
cílovým bodem.  Výjimku tvoří  tahy  rošád,  které  jsou  napevno  dány  znaky  „O-O“ pro  malou a 
„O-O-O“ pro velkou rošádu. Algoritmus následně prochází všechny figurky, které mohou táhnout na 
již zjištěný cílový bod. Pokud je nalezená figura stejné barvy aktuálního hráče a stejného typu jsou 
kontrolovány záznamy,  které  byli  poznamenány ve zpracování  řetězce tahu. Pokud existuje  znak 
zdrojového sloupce či řádku (popř. celé souřadnice), musí tato figurka aktuálně stát na tomto místě.  
Je-li figurka pěšec a jedná se o proměnu, je zavolána metoda, která nasadí místo pěšce požadovaný  
typ figury. Jedná-li se o rošádu, jsou nastaveny cílové souřadnice dle barvy aktuálního hráče a typu 
rošády: „g1“ pro malou rošádu s bílými; „c1“ pro velkou rošádu s bílými; „g8“ pro malou rošádu s 
černými; „c8“ pro velkou rošádu s černými. Pokud figurka splnila tyto podmínky, známe zdrojovou i 
cílovou souřadnici a můžeme potáhnout a pokračovat se simulací dalším tahem. 
Ke  každému  tahu  po  jeho  provedení  je  uložen  FEN  záznam  pro  zjednodušení  dalšího 
přehrávání či zobrazení. Například v pomocném panelu partiáře. Všechny partie obsahují flag, kterým 
po nastavení sděluji  zbytku systému, že partie byla již odsimulována.  Tímto principem předcházím 
vícenásobné simulaci stejné partie.
Příklady převodu:
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• Tah f4 – Tento tah projde až ke čtvrté podmínce, kde udělám záznam o požadovaném typu 
figury – nyní pěšec. V části cyklení nad všemi figurkami bude právě jedna, která může na 
pole „f4“. Tato figura bude vybrána a zdrojové pole bude zaznamenáno jako „f2“
• tah de8=Q – Tomuto tahu první podmínka  smaže dva poslední znaky. Zároveň si poznamená 
typ figury proměny. Nyní má řetězec 3 znaky. Třetí podmínka si poznamená, že zdrojový 
sloupec je „d“ a typ figury. V části hledání figur budou nalezeny oba pěšci, kteří mohou na 
cílové pole „e8“, tzn. i pěšec, který stojí na f7. Tento pěšec nebude vybrán, protože nesplňuje 
podmínku zdrojového sloupce.
• tah Jce2# - Před samotnými podmínkami bude smazán znak „#“. Následně ve druhé 
podmínce ze druhého znaku tahu určím, že se jedná o zdrojový sloupec a smažu tento znak. 
Jelikož nyní má řetězec tahu 3 znaky, vkročíme do třetí podmínky. Ve třetí podmínce určíme, 
že typ figurky je jezdec. V části hledání figury budou nalezeny oba jezdci, nicméně na 
základě sloupce se vybere jezdec stojící na c3.
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Obrázek 5: Příklady nejednoznačnosti SAN při převodu
3.7 Klient
Z očekávání hráče plyne mnoho požadavků na samotnou grafickou část programu. Grafická část musí 
umět zpřístupnit uživateli jednotlivé části a spojit je do celku tak, aby s nimi mohl uživatel provádět 
operace. Například  je  důležité,  aby  program  umožnil  uživateli  načíst  existující  partie  pro  jejich 
analýzu. Také je vhodné, aby uživatel mohl hrát šachy proti hráči i proti šachovému motoru. Program 
by měl smysluplně nabídnout uživateli  výstupy z šachových motorů,  aby při  analýze  partie  viděl 
alternativní možnosti,  které mu motor  nabízí.  Možnost tréninku s protihráčem v síti  je podpořena 
jednoduchou možností vzájemné interakce ve formě textového chatu.
Ze všech těchto požadavků plyne, že klientská část musí být velmi variabilní. V mé práci jsem 
se  snažil  navrhnout  program tak,  aby  variabilita  a  možnost  dalšího  jednoduchého rozšíření  byla 
maximálně možná – a jednoduchá.
3.7.1 Propojení grafických a negrafických částí aplikace
Grafické rozhraní, formuláře a další grafické prvky jsou odděleny od logické části aplikace, kde se 
nachází dekodér na FEN, parser PGN formátu, třída pro komunikaci ze serverem aj. Komunikace 
mezi grafickým zobrazením a logickou částí aplikace probíhá pomocí signálů  či veřejných metod, 
které jednotlivé moduly poskytují jako své rozhraní pro komunikaci.
Navrhl jsem třídu Global jako spojnici mezi částí grafickou a částí negrafickou.  
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Obrázek 6: UML Třídní diagram návrhu propojení s negrafickými částmi
Negrafické  třídy  zpřístupňují  své  metody  a  signály  pomocí  třídy  Global,  která  využívá 
návrhový vzor singleton. Sama třída implementuje v sobě pouze metodu pro svou vlastní statickou a 
jedinou  instanci  a  poskytuje  ukazatele  pro  jednotlivé  moduly.  Tyto  ukazatele  jsou  také  dle 
návrhového vzoru singleton,  proto se v celé aplikaci nemůže stát,  že by například existovaly dvě 
instance  na  PGN  parser.  Jelikož  se  jedná  o  ukazatele,  může  se  stát,  že  nikdy  nebude  instance 
vytvořena.  Kvůli  dlouhému zápisu nepoužívám zaběhnutý systém volání  „getInstance()->samotná 
instance“, ale getInstance() vynechávám. Tato konvence je využita pouze ve třídě Global.
Samotná  třída SystemEvent,  jak  už  název  napovídá,  zpřístupňuje  systémové  události. 
Registruje signály ze šachového plátna, transformuje je na souřadnicovou šachovou notaci a rozesílá 
tyto  signály (o změně na plátně) dále  po celém programu. Obsahuje odkazy na šachový engine a 
engine pro komunikaci přes síť na server.
Engine pro komunikaci přes síť je navržen tak, aby ho bezproblémově a zároveň asynchronně 
mohly využívat všechny formuláře či jiné grafické části aplikace.  Každý formulář komunikující se 
serverem se nejdříve připojí na signál výsledku, který poskytuje engine. Posléze zavolá metodu, která 
vyšle na server zprávu. Až server odpoví, v enginu je zpráva zpracována a je vygenerován signál. Ten 
zachytí formulář a zobrazí výsledek. Všechny signály od enginu mají parametr  zvaný  type, který 
určuje typ paketu, na který bylo odpovídáno. Pokud odpověď na tento paket formuláři patří, zobrazí 
jeho obsah.  Například  formulář  pro přihlášení  do systému zobrazuje textový popis  chyby,  pokud 
dojde  k  neúspěšnému přihlášení  na  server  a  zároveň  pokud  se  jedná  o  paket  pro  přihlášení  do 
systému.
3.7.2 Návrh grafického rozhraní
Grafické rozhraní klienta se skládá z různých částí,  které   realizují nějaký prvek z požadavků na 
aplikaci. Navrhl jsem program tak, že v hlavní části je šachové plátno, které  se plně přizpůsobuje 
jakémukoliv rozlišení obrazovky. Grafika je vektorová, tudíž není problém s nekvalitním zobrazením 
při vysokém rozlišení.  Jednotlivé figury jsou uloženy v souboru SVG na disku. Tyto figury byly 
převzaty z internetového zdroje [4]. Pomocné panely se zobrazují na pravé části hlavního formuláře a 
dodávají aplikaci potřebné informace jako jsou zprávy z chatu od druhých hráčů, šachový partiář či  
zpracovaný výstup z šachového motoru.  Velikost  těchto panelů lze přizpůsobit  podle uživatelova 
rozhodnutí. Lze je i schovat, a tím zvětšit šachové plátno.
Základním kamenem šachů je komponenta šachového plátna. Šachové plátno jsem navrhl tak, 
aby bylo použitelné ve více částech programu. Návrh a implementace tohoto prvku programu bylo 
jedno z nejtěžších činností. Plátno musí umět respektovat všechny šachové pravidla, avšak musí zde 
být  možnost  tyto  pravidla  vypnout.  Z  tohoto  důvodu jsem udělal  více  režimů.  Režimy se  liší  v 
označování  cílového  pole  při  přesunu  figurky  myší.  První  režim  označuje  čtverec  pod  drženou 
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figurkou. Druhý režim si vyzvedne všechny validní tahy od samotné figurky a tyto pole označí jako 
nápovědu pro hráče. Další důležitou vlastností je jeho nezávislost na ostatních částech programu. 
Tohoto návrhu jsem se snažil co nejvíce držet, a proto se šachové plátno chová jako samostatný 
prvek,  který  lze  využít  nezávisle  na  více  místech  v  programu.  Implementuje  do  sebe  všechny 
podrobnosti šachových pravidel, nasazování, rušení figur aj. Každý formulář, který chce tento balíček 
využívat, připojí se na rozhraní, které plátno poskytuje. Plátno poskytuje rozhraní  ve formě signálů a 
veřejných metod. Třída šachového plátna,  při  změně na šachovnici,  rozesílá signál o této změně.  
Plátno je schopno nastavit se dle FEN či sama sebe převést do této notace na základě aktuální pozice.  
Navrhl  jsem  třídu  ChessBoardWidget, která  je  odvozená  od  QGraphicsWidget a  takzvanou 
„scénu“  ChessBoardScene,  která  je  odvozená  od  QGraphicsScene.  Na  grafickou  scénu  se 
rozestupují figurky. Scéna a šachové plátno obsahují podpůrné funkce pro identifikaci, vyhledávání, 
přidávání figur na plátně či samotnou metodu pro příkaz pohybu na šachovnici z externího zdroje 
(např. šachový motor).  Plátno obsahuje také slot oznámení pěšcové proměny,  na  který je připojen 
signál  od  všech pěšců.  Pěšec,  při  proměně na jinou figurku,  pomocí  signálů  oznámí šachovému 
plátnu, že došlo k proměně. Plátno tohoto pěšce smaže a nahradí figurkou, kterou vybral uživatel.
Vzájemný vztah figur nejlépe vystihuje následující diagram:
Každá konkrétní figurka je odvozena (vztah dědičnosti) od společné třídy Piece, ve které jsou 
implementovány základní pravidla a společné metody. Figurky si pamatují své postavení na scéně ve 
formě  bodu  (QPoint).  Některé  figurky  obsahují  dodatečné  informace  o  předchozí  pozici  či 
informaci, zda-li je ještě možnost provést rošádu.
Implementace jednotlivých figur je dána pohybovými možnostmi samotné figury. Každá figura 
reimplementuje virtuální čirou metodu validPositions(). Tyto metody odevzdávají  volajícímu 
29
Obrázek 7: UML Třídní diagram pro vztahy mezi figurami
seznam bodů, kam může v aktuálním stavu táhnout. Pro výpočet využívá podpůrné metody, například 
metodu pro identifikaci volného pole, pole obsazeného oponentem. Tyto metody poskytuje scéna. 
Tímto způsobem je každá figurka schopna spočítat své možnosti pohybu podle aktuální pozice na 
plátně.
Mezi  další  důležitou  částí  aplikace  patří  pomocné  panely. Tyto  panely  rozšiřují  samotnou 
hlavní část – šachové plátno o výstup z šachového motoru, šachový partiář aj. Kromě toho, dávají 
aplikaci možnost  jednoduchého dalšího rozšíření.  Například panel,  který by sloužil  trenérovi pro 
nasazování figur v průběhu partie. Implementace takového panelu by obnášela připojení na šachové 
plátno a remote engine pro komunikaci se serverem a samozřejmě implementaci vlastního grafického 
rozhraní panelu. Popíši zde návrh panelů, které jsem implementoval. 
Jejich vztah z hlavním oknem je následující:
Hlavní okno má na tyto panely odkaz ve formě ukazatele a může je zobrazit či skrýt. Panely 
jsou odvozeny od Qt třídy  QDockWidget.  Panel pro zobrazení analýzy z šachového motoru se ve 
svém konstruktoru připojí na všechny typy změn na šachovém plátně, a také na výstup šachového 
motoru.  Pokud dojde ke změně, musí panel předchozí výstup motoru vymazat a čekat na další. Tento 
výstup přijme a zpracuje do grafické podoby. Podobně panel pro šachový partiář se na začátku připojí 
na všechny změny na šachovém plátně. Při změně šachového plátna si  panel zaznamenává informaci 
ve formě  šachové notace. V režimu přehrávání  PGN partií  využívá notaci algebraickou krátkou.  V 
ostatních případech zobrazuje dle notace souřadnicové. Panel chat slouží jako malý pomocný nástroj 
pro komunikaci mezi hráči. Pokud server odešle zprávu typu „chat“, panel zachytí tento typ paketu a 
tuto zprávu zobrazí.  Naopak,  pokud hráč zprávu chce odeslat,  panel  zavolá  danou metodu,  která 
zprávu odešle na server. Chat poskytuje jednoduchý způsob posílání textových zpráv jednomu či více 
uživatelům.
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Obrázek 8: UML Třídní diagram pomocných panelů
3.8 Server
Požadavky na server plynou ze základního požadavku, aby aplikace fungovala přes síť. Také částečně 
z požadavků, které se kladou na klienta. Ze zvolené architektury lze usoudit, že server slouží hlavně 
jako jakýsi zprostředkovatel, který doručuje zprávy jednotlivým klientům, přeposílá je či duplikuje 
více klientům. Duplikace zpráv k více klientům zároveň ulehčuje práci jednotlivým klientům. Ti pak 
nemusí řešit síťové problémy s více klienty, rozesílat zprávy po více otevřených připojení, využívat 
více socketů  či znát aktuálně všechny na síti, popř. zaznamenávat jejich změny. Server poskytuje 
klientům služby pro  jednodušší  dorozumívání  s  ostatními  klienty.  Mezi  tyto  služby patří  hlavně 
funkce pro výpis všech aktuálních hráčů na síti. Tuto funkcionalitu by bylo těžké implementovat v 
jiné architektuře, například v architektuře P2P. 
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4 Závěr
Cílem práce bylo vytvořit program, který bude sloužit k hraní a trénování šachu přes internet. Práce 
se zabývá jedním ze způsobů, jak trénovat šachy. Je zde navrhnut a implementován program pro 
šachovou hru, výuku a koordinaci s existujícími šachovými motory. Program disponuje jak podporou 
šachové hry samotné, tak  i hry proti počítači. Trénování šachů je podpořeno šachovými diagramy. 
Čerpal jsem ze standardů pro šachový záznam formátu PGN, řetězce FEN a řídícího protokolu pro  
šachové  motory  Win/XBoard.  Vytvořil  jsem  panely  pro  zobrazení  výstupů  z  externích  částí 
programu. Navrhnul jsem a implementoval server, který slouží jako prostředník mezi jednotlivými 
klienty.
Mezi části, u kterých se domnívám, že jsou silnou stránkou práce, patří možnosti přehrávání  
partií  ve  formátu  PGN.  Více  problematickou  částí  zůstává  část  pro  řízení  šachových  motorů  a 
protokol Win/XBoard sám. Bohužel současná verze programu plně komunikuje pouze s motorem 
GNU Chess verze 5.0.7. U ostatních motorů či verzí nastávají problémy s přechody na jiné stavy 
nebo formáty výstupu.
Aplikaci jsem otestoval mezi šachisty. Hlavními návrhy dalšího rozšíření byla podpora stálého 
úložiště na straně serveru. Hráči chtějí diagramy ukládat pro pozdější využití a následně je posílat  
uživatelům,  kteří  momentálně  nejsou  u  počítače.  Další  jejich  požadavek  se  týkal dopracování 
šachových hodin do aplikace, zejména do šachových diagramů. S těmito názory souhlasím. Šachové 
hodiny v diagramech by umožnily trénovat  nejmladší dorost.  Jednalo by se  například  o osvojení si 
základních šachových dovedností, jako je matování krále v jasně vyhrané pozici s časomírou.
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Manuál
Nejdříve je nutné programy zkompilovat a slinkovat do spustitelné podoby. K tomuto procesu je 
zapotřebí následující softwarové vybavení:
• Qt knihovna, verze 4.8.3
• cmake 2.6 a vyšší
• kompilátor C++ - například gcc 4.7.2
Kompilace a slinkování probíhá pomocí příkazů:
• cd build && cmake -DCMAKE_INSTALL_PREFIX=./../release ..
• make && make install
Před spuštěním samotných programů je nejdříve nutné se přepnout do složky s výslednými 
aplikacemi: $ cd ../release/
Spuštění serveru:
$ ./server [port]
Pokud není zadán port, využije se výchozí port 6667.
Spuštění klienta:
$ ./client
IP adresu a port serveru lze přenastavit v Nastavení → Nastavení, záložka Server. Výchozí hodnota 
serveru je „localhost“, portu 6667.
Aplikace byly programovány na operačním systému GNU/Linux a otestovány i na operačním 
systému Windows XP.
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