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V diplomski nalogi smo izdelali računalniški program v obliki interaktivne igre, ki skupaj z 
rehabilitacijskim robotom tvori celovit sistem za rehabilitacijo zgornjih okončin v primeru nevroloških 
poškodb. S pregledom področja računalniške tehnologije, vhodnih naprav in navidezne resničnosti 
smo predstavili področja uporabe računalniške grafike in robotike v praksi ter hkrati izpostavili tudi 
prednosti uporabe tovrstnih tehnologij na področju rehabilitacije. Predstavili smo tudi programsko 
okolje UNITY, s katerim smo si pomagali pri razvoju naše aplikacije. Sistem smo na koncu tudi 
praktično preizkusili v nadzorovanem okolju, rezultate testiranj pa predstavili z grafi, ki smo jih izrisali 
na podlagi podatkov avtomatskega beleženja sistema. Nalogo smo zaključili z oceno izdelanega 
sistema in predstavitvijo možnosti za nadaljnji razvoj. 






 In our thesis, we have developed an interactive computer game, which in connection with a 
rehabilitation  robot, forms a comprehensive  system for upper limbs rehabilitation. Based on review 
of Computer Science, Computer Input Devices and Virtual Reality we have presented several fields of 
Computer Graphics and Robotics, furthermore, we have highlighted the advantages of using these 
technologies in the field of rehabilitation. We have also focused on the UNITY programming 
environment, which was our core development tool. At the end we have performed testing 
procedures of the system under controlled conditions and provided data visualisation based on 
automatic system logging process. For a conclusion we have evaluated our system and exposed some 
suggestions for potential future work. 




Računalništvo je danes ena izmed najhitreje rastočih panog na svetu. Življenje v moderni dobi 
brez informacijske tehnologije si je danes skoraj nemogoče predstavljati, saj nam le-ta poleg 
osnovnih podpornih funkcij za vsakdanja opravila nudi tudi širok spekter zmožnosti za lajšanje in 
nadgrajevanje strokovnih procesov na področju številnih gospodarskih panog  ter posledično 
pripomore k njihovi rasti in razvoju. Mednje uvrščamo tudi medicino in njene strokovne vede, kamor 
se vključujejo tudi rehabilitacijski procesi in procesi okrevanja.  
Danes sodobna tehnologija na področju rehabilitacije igra veliko vlogo. Računalniška tehnologija s 
pomočjo robotike tvori področje avtomatiziranih procesov rehabilitacije, ki je na področju okrevanja 
po poškodbah napravilo velik korak v pozitivni smeri. Po podatkih Inštituta za varovanje zdravja naj bi 
v Sloveniji zaradi možganske kapi zdravnika obiskala vsaka 50. oseba, starejša od 65 let, od katerih pa 
naj bi bila ustrezne rehabilitacijske obravnave deležna le desetina izmed njih [29]. Vzrok za tako 
majhen delež je med drugim tudi pomanjkanje števila terapevtov, ki ne zmorejo zagotoviti pomoči 
tako velikemu številu pomoči potrebnim ljudem. V letu 2012 naj bi zdravniško pomoč zaradi 
možganske kapi iskalo približno 3800 oseb, to število pa se iz leta v leto povečuje *29+. Ker je 
rehabilitacija naporna tudi za terapevte, saj morajo ti vseskozi pomagati bolnikom pri izvajanju gibov, 
lahko zaradi utrujenosti prvih upade tudi učinek izvajanja vadbe. Odlična rešitev za omenjene 
probleme so rehabilitacijski roboti, ki v vodenih vadbah nadomeščajo terapevte in se pri svojem delu 
nikoli ne utrudijo. Ker je rehabilitacija dolgotrajen in naporen proces, se je za motiviranje pacientov 
rehabilitacijska robotika dopolnila s področjem računalništva, interaktivne grafike in tehnologije iger. 
Pacient tako lahko ob izvajanju vodene vadbe s pomočjo rehabilitacijskega robota hkrati krmili tudi 
računalniško igro na zaslonu pred njim, ki, poleg motivacije in ciljev, tvori tudi okolje, v katerem lahko 
nekoliko pozabi na napore, s katerimi se sooča med okrevanjem in vključevanjem v normalno 
življenjsko okolje.  
Cilj diplomske naloge je bil izdelava računalniškega programa, ki skupaj z robotsko roko tvori 
podporni sistem za rehabilitacijo zgornjih okončin po možganskih okvarah in služi kot orodje za 
lajšanje dela tako terapevtov na eni strani, kot tudi pacientov na drugi. V naslednjih poglavjih se 
bomo sprehodili po poti izdelave takega sistema in hkrati spoznali tudi teoretične osnove 
obravnavanih področij. 
Najprej bomo kratek uvod v vsebino napravili s predstavitvijo poglavitnih dejstev rehabilitacije pri 
nevroloških okvarah ter se ozrli tudi na rehabilitacijsko robotiko, ki se je do danes močno uveljavila 
na področju rehabilitacije in predstavlja močan člen v verigi procesov okrevanja, tako za paciente kot 
tudi za terapevte.  
Nato bomo nekaj poglavij namenili tehnologiji in njenim osnovam. Spoznali se bomo s tehnologijo 
vhodnih naprav in krmilnikov, računalniško grafiko, tehnologijo iger ter uporabniškimi vmesniki. Vsa 





Od teoretičnih osnov pa bomo v naslednjem delu prešli k praksi. Opisali bomo osnovno arhitekturo in 
delovanje celotnega sistema, tako z vidika mehanskih in strojnih komponent, kot tudi z vidika 
programske opreme in končne podobe aplikacije. Ogledali si bomo medsebojno povezovanje 
posameznih komponent sistema ter spoznali postopke in orodja, s katerimi smo si pomagali pri 
razvoju našega programa.   
Na koncu bomo predstavili tudi sklepe, ugotovitve in možnosti morebitnih izboljšav, do katerih smo 
prišli med samim postopkom razvoja sistema. 
2 Rehabilitacija 
Rehabilitacija je proces okrevanja organizma po določeni poškodbi ali okvari. Posledice 
možganske kapi, kjer se zaradi motnje v prekrvavitvi možganov izgubijo določene možganske 
funkcije, so med drugim lahko tudi nezmožnost premikanja rok in nog. [22]  Naj se človek še kako 
trudi, da bi premaknil svoje okončine, tega ne bo mogel storiti. Okončine predstavljajo za človeka 
enega izmed bistvenih delov telesa za uporabo v vsakdanjem življenju, zato je v primeru njihove 
okvare potrebna čim hitrejša in efektivnejša obnova le-teh. Rehabilitacija okončin pri osebah s 
poškodbami živčnega sistema je zelo zahteven in dolgotrajen proces, pri katerem z izvajanjem 
mnogokratnih ponovitev določenih gibov dosežemo učinek obnavljanja človekovih motoričnih 
sposobnosti. Naloga terapevta v tem primeru je pomoč pri opravljanju gibov in skrb za napredek 
pacienta. Ker je rehabilitacija naporna ne samo za bolnika ampak tudi za terapevta, poleg tega pa je 
število terapevtov premajhno, da bi ti uspeli ugoditi potrebam vseh pacientov, se na področju 
rehabilitacije vse pogosteje pojavljajo t.i. rehabilitacijski roboti, ki so sposobni nudenja pomoči 
terapevtom pri njihovem delu.  
Prvi na področju rehabilitacijske robotike je bil robot za rehabilitacijo zgornjih okončin MIT Manus, ki 
je deloval na principu rokovanja s pacientom *19+. Slednji je s premikanjem robotske ročice v 
dvodimenzionalnem prostoru (naprej-nazaj, levo-desno) upravljal računalniški program na zaslonu 
pred njim. Rehabilitacijski robot MIT Manus je prikazan na sliki 1. Najsodobnejši rehabilitacijski 
roboti, najbolj napreden izmed njih je švicarski ARMin, danes popolnoma posnemajo človekov skelet, 
ki se premika na enak način kot človeške okončine, kar omogoča natančno rehabilitacijo vsakega 
sklepa posebej [19]. Prednost rehabilitacijskih robotov pa je predvsem njihova pametna programska 
oprema, ki je sposobna precej dobro nadomestiti človeka. Računalniški algoritmi, ki so 
implementirani v robotih, zagotavljajo rehabilitacijo na enak način, kot bi se ta izvajala v prisotnosti 
terapevta. Zelo pomemben faktor pri rehabilitaciji je pomoč bolniku, saj ta na začetku ne zmore 
izvajati določenih gibov. Rehabilitacijski roboti imajo sposobnost avtonomnega premikanja 
mehanskih komponent, pri čemer se premika tudi pacientova okončina (roka ali noga), ki je vpeta v 
eksoskelet naprave. Pri tovrstni pomoči moramo paziti, da se ti gibi ne izvajajo povsem neodvisno od 
pacientovega lastnega premikanja, saj bi se ta utegnil preveč navaditi pomoči in v razgibavanje ne bi 
več vlagal nobenega truda, s čimer bi rehabilitacija popolnoma izgubila končni učinek *19+. Princip, po 
katerem delujejo novejši rehabilitacijski roboti, označujemo z izrazom pomoč po potrebi (ang. assist 
as needed) *19+. Algoritmi tovrstnega načina delovanja imajo sposobnost ocenjevanja bolnikovega 
truda, na podlagi česar nato lahko prilagodijo stopnjo pomoči bolniku. Če se slednji za opravljanje 
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določenega giba trudi, a ga ne more izvesti, bo robot to zaznal in ga v pravem trenutku potisnil v 
želeno smer. Sčasoma se bo na ta način pacientova zmožnost gibanja povrnila, kar pa je glavni namen 
rehabilitacije. 
 
Slika 1: MIT Manus - prvi rehabilitacijski robot [14] 
V zadnjem času se področje rehabilitacijske robotike razvija v smeri mobilnosti. Kot vemo, je strojna 
oprema večine rehabilitacijskih robotov še vedno zelo težka in zavzema veliko prostora, zato je 
njihova uporaba mogoča samo na fiksni lokaciji – v bolnišnici. Da bi rehabilitacijo s pomočjo robotov 
omogočili tudi tistim, ki zaradi različnih razlogov ne morejo priti v bolnišnico, so znanstveniki pričeli 
razvijati koncept, imenovan telerehabilitacija [19]. Osnovna ideja tovrstnega načina rehabilitacije je 
uporaba rehabilitacijskega robota na domu, kjer bolnik vadbo večino časa lahko izvaja sam, na vsake 
toliko časa pa se mu preko internetne povezave pridruži tudi terapevt *19+. Na podlagi podatkov, ki 
jih med vadbo beleži robot, lahko terapevt spremlja potek in napredek individualne vadbe ter nato 
določi  nove rehabilitacijske vaje oz. predlaga morebitne spremembe v dosedanjih procesih [19]. Zelo 
napredne telerehabilitacijske naprave imajo poleg robota na bolnikovi strani tudi robota na strani 
terapevta. Terapevt s pomočjo svojega robota izvede gib, informacije o katerem se nato prenesejo do 
bolnikovega robota. Na podlagi prejetih informacij robot ponovi terapevtov gib, ki predstavlja 
demonstracijo novega giba za bolnika [19]. Tovrstni način rehabilitacije poleg krajevne neodvisnosti 
omogoča pacientom tudi bolj pogosto in učinkovitejšo vadbo. Edina slaba lastnost 
telerehabilitacijskih robotov je trenutno njihova visoka cena, vendar bo tudi ta po besedah 
strokovnjakov sčasoma padla na nivo, ki bo dostopen tudi laični množici *19+. 





Kot smo že nekajkrat omenili, je danes veliko število panog podprtih s sodobno tehnologijo, kar 
vodi v navidezno združevanje posameznih področij s področjem tehnoloških rešitev. Ta pojav s 
strokovno besedo imenujemo konvergenca ali zlivanje, posledično pa le-ta vodi v večjo učinkovitost, 
preoblikovanje ali celo nastanek povsem novih strokovnih področij. 
  
3.1 Računalništvo 
Računalništvo opredeljujemo kot vedo, ki se ukvarja z računalniki. Le-ti so eden izmed 
osrednjih in najpomembnejših členov informacijske tehnologije. Osnovni princip delovanja 
računalnika je izvajanje nalog, ki so opredeljene v programski kodi posameznega programa, ki ima 
določen namen in cilj [16]. Glavni program, ki nadzoruje delovanje samega računalnika in skrbi za 
pravilno izvajanje ostalih programov, imenujemo operacijski sistem [23]. Poleg izvajanja nalog 
računalnik skrbi tudi za hranjenje in obdelavo podatkov. Računalniki kot jih poznamo danes, nam 
praktično nudijo neskončno možnosti, ki včasih že presegajo tudi našo domišljijo.  Mnogo spoznanj in 
dosežkov na področju računalništva v zgodovini nam je omogočilo, da smo danes priča tako 
skokovitemu razvoju informacijske tehnologije. 
 
3.1.1 Razvoj računalništva skozi zgodovino 
Kot nam že ime samo pove, se je računalnik na začetku uporabljal kot pripomoček za 
računanje. Začetek razvoja računalništva bi torej lahko umestili v obdobje, ko se je človek spoznal s 
števili in osnovnimi operacijami nad njimi ter sčasoma začutil potrebo po pripomočku za hitrejšo in 
lažjo obdelavo teh števil. Eden izmed najbolj znanih prvih računalnikov je zagotovo t.i. preštevalni 
okvir ali abakus, ki so ga 3000 let pred našim štetjem iznašli na Kitajskem [16]. To je preprost računski 
mehanizem z nanizanimi kroglicami, s katerim so si pomagali pri trgovanju [23]. Kot zanimivost velja 
omeniti dejstvo, da šolarji na Japonskem še vedno računajo s pomočjo abakusa, z njim pa se 
udeležujejo tudi tekmovanj v hitrosti računanja [23]. Slika 2 prikazuje preprost primer abakusa. 
 
Slika 2: Abakus – prvi preprost računalnik [1] 
Na sredini 17. stoletja je najstnik Blaise Pascal med opazovanjem očeta, ki se je ukvarjal s pobiranjem 
davkov, dobil genialno zamisel, s katero je očetu poenostavil zapleteno računanje. Iznašel je prvi 
mehanični kalkulator Pascaline z zobatimi kolesci [23]. Le-ta je prikazan na sliki 3. Leta 1822 pa je 
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angleški matematik Charles Babbage izdelal avtomatični mehanski kalkulator in ga poimenoval 
diferenčni stroj [23]. Ta je omogočal izračun enostavnejših funkcij, kar je precej poenostavilo prej zelo 
kompleksno izračunavanje funkcijskih tabel, ki so se od primera do primera razlikovale in je bilo vsako 
potrebno izračunati ročno. Kasneje je Babbage svoj izum izpopolnil do te mere, da se ga je dalo tudi 
programirati in tako smo dobili prvi računalniški program, ki je omogočal izračun Bernoullijevih števil 
[23]. 
 
Slika 3: Pascaline [2] 
Prvi elektronski računalniki so se pričeli pojavljati v 20. stoletju. Takrat je angleški matematik in 
kriptograf Alan Turing osnoval matematični model stroja in v času 2. svetovne vojne močno 
pripomogel k razbitju nemške šifrirne naprave Enigma, ki je takrat veljala za napravo z močnimi 
kriptografskimi postopki, katerih razbitje je praktično zelo težko. Sledilo je obdobje 
elektromehaničnih računalnikov, ki so delovali s pomočjo električnih stikal, ki so premikala mehanske 
releje, zanje pa je bil značilen tudi ogromen prostor, ki so ga le-ti zavzemali. Denimo računalnik ENIAC 
je bil težak 30 ton in je zavzemal 170 kvadratnih metrov prostora, njegovo programiranje pa je 
prikazano na sliki 4. Danes vemo, da so pametni telefoni, ki jih lahko pospravimo v hlačni žep, tudi do 
petdesetkrat zmogljivejši od prve generacije elektronskih računalnikov.  
 
Slika 4: Programiranje računalnika ENIAC [3] 
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V splošnem lahko razvoj elektronskih računalnikov razdelimo na pet stopenj [16]. Predstavniki prve 
generacije so delovali s pomočjo elektronk, programirati pa se jih je dalo s premikanjem stikal. Zanje 
je bilo značilno, da je vsaka sprememba zahtevala pisanje novega programa [23]. Računalniki druge 
generacije so postali kompaktnejši in hitrejši ter predvsem cenejši. Tehnologija njihovega delovanja je 
bila osnovana na tranzistorjih, elementih za preklapljanje elektronskih signalov, povezave katerih so 
tvorile t.i. logična vrata. Le-ta logičnim stanjem na vhodnih sponkah lahko priredijo ustrezna stanja na 
izhodnih sponkah [23]. S tretjo generacijo elektronskih računalnikov so se pojavila integrirana vezja 
oz. čipi, s katerimi se je drastično zvišala hitrost, posledično pa tudi učinkovitost računanja. 
Predstavniki te generacije so s seboj prinesli tudi operacijske sisteme [23]. Po letu 1971 je nastopila 
četrta generacija elektronskih računalnikov, katerih zgradba se je izpopolnila do te mere, kakršno 
poznamo še danes. Množica integriranih vezij se je združila v mikroprocesor, pojavili pa so se tudi 
grafični uporabniški vmesniki (ang. graphical user interface, GUI) [23]. Peto generacijo računalnikov 
imenujemo tudi generacija prihodnosti. Bistvena prednost predstavnikov te generacije je njihova 
zmožnost samostojnega učenja, medsebojno povezovanje posameznih računalnikov v skupine in 
operiranje vhodno-izhodnih signalov na nivoju človekovih primarnih čutil, s pomočjo integriranih 
senzorjev [23].  
Vidimo torej lahko, da so računalniki danes v primerjavi s prvimi računskimi napravami napravili 
ogromen napredek v razvoju. Visoko nivojski programski jeziki nam omogočajo izdelavo nešteto 
različnih algoritmov, kar je privedlo tudi v razdelitev računalništva na posamezna podpodročja. 
Mednje štejemo tudi računalniško grafiko, ki se ukvarja predvsem z grajenjem in upodabljanjem 
vizualnih podob in zajemanjem, obdelavo in reproduciranjem vizualnih prostorskih podatkov 
 
3.1.2 Računalniška grafika 
Kot smo omenili, je namen računalniške grafike (ang. computer graphics oz. CG) ustvarjanje 
in manipuliranje slik z računalnikom *24+. Začetki računalniške grafike segajo v leto 1950, ko so se 
vizualne informacije prikazovale na zaslonih osciloskopov, pojavili pa so se tudi prvi risalniki na 
neskončen papirnati trak. Leta 1963 je Ivan Sutherland v sklopu svoje doktorske naloge izdelal prvi 
interaktivni risalnik na zaslon, imenovan Sketchpad, ki je bil osnovan na podlagi črtne grafike in danes 
velja za predhodnika vseh grafičnih programov *24+. Sutherlandova predstavitev risalnika je prikazana 
na sliki 5.  Z njegovo rešitvijo se je pričel razvoj na področju računalniško podprtega načrtovanja, ki ga 
označujemo s kratico CAD (computer aided design) in je v tesni povezanosti z računalniško podprto 
proizvodnjo ali drugače CAM (computer aided manufacturing). Obe področji danes igrata pomembno 
vlogo v gospodarstvu, predvsem v proizvodni industriji, strojništvu, elektrotehniki, gradbeništvu in 
arhitekturi. Sutherland je poleg risalnika tudi avtor številnih algoritmov računalniške grafike, ki se v 




Slika 5: Ivan Sutherland med predstavitvijo risalnika [4] 
V sedemdesetih letih prejšnjega stoletja se je pojavila rasterska grafika, kjer je slika zapisana kot 
množica slikovnih točk ali pikslov *25+. Če so bile pri črtni grafiki oblike tvorjene zgolj iz medsebojno 
povezanih črt, smo z rastersko grafiko dobili možnost prikazovanja zapolnjenih poligonov. 
Računalniška grafika se je pričela profesionalno uporabljati tudi v filmski industriji in tako je leta 1977 
nastal film Star Wars, v katerem je bila prvič uporabljena animirana 3D grafika [24]. V desetletju, ki je 
sledilo, smo bili priča razvoju efektov v 3D grafiki, kot sta npr. senčenje in lepljenje tekstur na 
površine *24+. Do danes se je področje računalniške grafike razvilo do te mere, da včasih že zelo težko 
ločimo realne in umetno ustvarjene slike. Področja, kjer se računalniška grafika uporablja 
najpogosteje, so večinoma inženirskih in oblikovalskih strok, kjer vizualna predstavitev informacij 
predstavlja pomemben člen v verigi razvojnih procesov, le-ti pa se s pomočjo interaktivnih simulacij 
vnaprej analizirajo in morebiti korigirajo. Zabavna in filmska industrija se trudita uporabniku 
predstaviti zgodbe na kar se da realističen način, s pomočjo virtualne in obogatene resničnosti pa se v 
svetu računalniških iger uporabniki lahko vedno bolj vživijo v prikazane situacije na zaslonu. Na tem 
mestu se velja vprašati, kakšni postopki so potrebni za prikaz tako kompleksnih oblik v treh 
dimenzijah na zaslonih, ki za prikaz uporabljajo zgolj dvorazsežni koordinatni sistem? Odgovor na to 
vprašanje bomo našli v nadaljevanju. 
Poznamo dejstvo, da so tridimenzionalna telesa v osnovi zgrajena iz enostavnejših dvodimenzionalnih 
likov. Tudi v računalniški grafiki se za izris predmetov v prostoru s tremi dimenzijami uporabljajo 
poligoni, najpogosteje so to trikotniki [24]. Razlog za uporabo le-teh je predvsem njihova 
enostavnost, če govorimo o njihovih geometrijskih lastnostih. Zanje namreč velja, da so vedno 
planarni, kar pomeni, da vsa njihova oglišča hkrati ležijo na isti ravnini. Poleg tega so tudi konveksni, 
saj za vsako točko na daljici, ki se nahaja znotraj meja trikotnika, velja, da prav tako leži znotraj 
trikotnika, hkrati pa se nahaja tudi na isti ravnini kot trikotnik [24]. Iz teh trditev izhaja tudi dejstvo, 
da so vsi računski postopki za prikaz kompleksnih oblik s pomočjo medsebojno povezanih trikotnikov 
relativno enostavni, kar pa je tudi osnova, h kateri težijo vsi razvijalci grafičnih aplikacij, saj se z 
enostavnostjo izračunov lahko izognemo morebitnim dolgotrajnim in zapletenim računskim 
postopkom, ki bi utegnili preobremeniti napravo, ki poganja programsko opremo. Kompleksnost in 
natančnost prikazanih modelov dosežemo s čim večjim številom enostavnih poligonov, kar je 




Slika 6: Povečevanje natančnosti 3D modela sorazmerno s številom trikotnikov [5] 
Še vedno pa so tudi poligoni v osnovi množica točk v prostoru in v ravnini, zato moramo za prikaz 
posameznega poligona na zaslon računske operacije izvajati nad vsako točko posameznega poligona. 
V osnovi pri izrisu računamo dve stvari in sicer položaj točke v prostoru ter barve oz. teksture, ki so 
aplicirane na posamezno točko [24]. Algoritmi računalniške grafike si pri računskih postopkih 
pomagajo z matematično disciplino imenovano linearna algebra, ki se primarno ukvarja z vektorji in 
matrikami ter operacijami nad njimi, ki so temelj za predstavitev in manipulacijo grafičnih primitivov. 
Z linearno algebro si v računalniški grafiki pomagamo pri opisu položaja, orientacije in gibanja 
objektov v prostoru ter seveda računanju projekcij tridimenzionalnih objektov na dvodimenzionalne 




Za opis položaja točke v prostoru je potrebno na začetku definirati koordinatni sistem. Položaj vsake 
točke v tem prostoru sedaj lahko opišemo s krajevnim vektorjem z začetno točko v koordinatnem 
izhodišču in končno točko v naši obravnavani točki. Nadalje si pri računanju pomagamo z operacijama 
vektorskega in skalarnega produkta. Operacije nad množico točk z eno besedo imenujemo 
transformacije [24]. Le-te s pomočjo matričnih operacij preslikajo eno konfiguracijo točk v drugo, 
posledično pa s tem spremenijo lokacijo, velikost, usmeritev in obliko predmetov v prostoru.  
Osnovni transformacijski postopki, ki se uporabljajo v računalniški grafiki, so translacija, rotacija in 
skaliranje, iz katerih nato lahko sestavljamo kompleksnejše transformacije, kot sta na primer 
zrcaljenje in striženje [24].  
Med transformacijske postopke se uvrščajo tudi planarne projekcije, ki se v računalniški grafiki 
uporabljajo za preslikavo koordinat točk tridimenzionalnega prostora v koordinate 
dvodimenzionalnega prostora oz. v računalniškem smislu rečeno iz navideznega prostora na zaslon. 
Za planarne projekcije je značilno, da ohranjajo črte in  jih delimo na vzporedne in perspektivne [24]. 
Slika 7 prikazuje enostaven primer obeh projekcij. 
Za vzporedne projekcije je značilno, da so projekcijski žarki, ki vpadajo na ravnino, vzporedni. V 
primeru, ko žarki vpadajo na projekcijsko ravnino pod pravim kotom, govorimo o ortografski 
projekciji [24]. Poglavitna lastnost računskega postopka vzporedne projekcije je izločanje ene 
koordinate iz prvotnega koordinatnega zapisa. Spodnje matrično množenje nam prikazuje primer 
vzporedne projekcije iz trirazsežnega v dvorazsežni prostor z uvedeno homogeno koordinato (četrta 
koordinata), ki nam v kompleksnejših primerih omogoča pretvorbo seštevanja matrik v matrično 
množenje. 
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Perspektivne projekcije za razliko od vzporednih ne ohranjajo vzporednosti, vsi njihovi projekcijski 
žarki pa se sekajo v skupni točki [24]. S pomočjo perspektivne projekcije lahko na 
dvodimenzionalnem zaslonu prikažemo globinski efekt prostora. Spodnji primer nam prikazuje 
postopek računanja perspektivne projekcije, kjer smo s spremenljivko d označili oddaljenost gledišča 
od projekcijske ravnine. 
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Slika 7: Primer vzporedne (levo) in perspektivne projekcije (desno) [6] 
Seveda je za prikaz tridimenzionalnega okolja na zaslonu potrebno postoriti še kaj več kot samo 
poskrbeti za izvajanje transformacij oz. projekcij. Vsaki točki na zaslonu je poleg položaja potrebno 
določiti tudi barvo, osvetlitev in tudi vidnost v prostoru ter s tem izločiti nepotrebne računske 
postopke, ki bi se morebiti izvajali za območja, ki so skrita za predmeti v ospredju prostora. Celoten 
potek pretvarjanja vhodnih informacij (golih števil) v slikovne podobe na zaslonu s strokovno besedo 
imenujemo grafični cevovod (ang. computer graphics pipeline) [24].  Le-ta je implementiran 
neposredno v strojni opremi, natančneje v grafični procesni enoti (ang. graphics processing unit oz. 
GPU), njegova naloga pa je pretvarjanje tridimenzionalne scene na vhodu v bitno sliko na izhodu [24]. 




Shema 1: Delitev in funkcije grafičnega cevovoda 
   
Transformacija 
modela 
•V tej fazi se določijo koordinate vseh oglišč geometrijskih teles, ki se nahajajo v prostoru. 
Cevovod poleg umeščanja teles na njihove začetne pozicije v prostoru poskrbi tudi za 
sekundarne transformacije teh teles (translacija, rotacija in skaliranje)  
Osvetljevanje 
•Na tem mestu se vsa izrisana telesa smatrajo kot dokončna podoba scene, zato se 
morebitna nova oglišča ne dodajajo, prav tako se izrisanim točkam ne spreminja lega v 
prostoru. S pomočjo podatkov za osvetljevanje (vpadni kot svetlobe, intenziteta vpadne 
svetlobe, oddaljenost svetlobnega vira) in podatkov o legi in orientaciji posameznih točk v 
prostoru (normalni vektorji na ploskve), določijo osvetlitve oz. odboji svetlobe v vsaki točki 
Transformacija 
pogleda  
•Vsaka scena na zaslonu za prikaz uporablja navidezno kamero,  pozicija katere 
tudi določa zorni kot pogleda na sceno, kakršen se na koncu prikaže na zaslonu, 
le-tega pa cevovod doseže s pomočjo projekcijskih izračunov. 
Izločanje in 
obrezovanje 
•Ko je  zorni kot pogleda na sceno določen, se lahko odrežejo tisti deli predmetov, ki delno 
segajo izven novega pogleda. V primeru, ko je predmet v celoti neviden glede na položaj 
očišča, ga cevovod popolnoma izloči, s tem pa optimizira nadaljnje korake, saj se na tem 




•Z dokončno definiranim pogledom na trenutno sceno  se lahko sedaj koordinate prostora 
našega navideznega sveta preslikajo v koordinate zaslona. Cevovod si v tej fazi pomaga 
bodisi s pravokotno bodisi  s perspektivno projekcijo. 
Določanje 
vidnosti 
•Nazadnje se  izločijo se  tisti predeli na sliki, ki so prekriti s točkami, s čimer se prepreči 
morebitno večkratno apliciranje vrednosti v istih slikovnih točkah. 
Rasterizacija 
•Rasterizacija je postopek pretvarjanja vhodnih podatkov v slikovne pike na zaslonu. S 
pomočjo algoritmov za interpolacijo cevovod pretvori poligone iz prejšnje faze v ustrezno 
obarvane slikovne pike oz. piksle na zaslonu. Vsakemu pikslu se glede na določeno barvno 
globino določi ustrezna barva iz nabora, s katero se nato obarvajo točno določene slikovne 
točke na zaslonu. 
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Zaradi širokega nabora različnih naprav in sistemov so se na področju tehnologij uvedli standardi, ki 
zagotavljajo medsebojno združljivost naprav različnih proizvajalcev in različnih generacij. Tudi na 
področju računalniške grafike poznamo mnogo standardov, ki določajo način delovanja grafičnih 
naprav, format njihovih vhodnih in izhodnih podatkov, komunikacijske protokole in obnašanje 
posameznih komponent v različnih situacijah. Eden izmed bolj znanih in pogosto uporabljenih 
standardov se imenuje OpenGL. Gre za standard, ki je bil razvit leta 1992 in v svojih specifikacijah zelo 
natančno določa programski vmesnik za pisanje grafičnih računalniških programov, tako v 2D kot tudi 
3D tehnologiji [17]. OpenGL standard programerjem omogoča razvoj aplikacij v nešteto programskih 
jezikih za različne platforme, hkrati pa jim nudi natančen vpogled in poseganje v vsako fazo 
grafičnega cevovoda preko enotnega aplikacijskega vmesnika (API-ja) ter seveda zagotavlja 
združljivost strojne opreme različnih proizvajalcev, kar pomeni, da na različnih napravah z različno 
strojno opremo lahko teče popolnoma identična programska koda brez vidnih sprememb v delovanju 
same aplikacije. S svojo univerzalno strukturo in kompatibilnostjo s širokim naborom strojne in 
programske opreme, omenjeni standard programerjem zagotavlja enostavnejšo implementacijo 
novih algoritmov [17]. Delovanje grafičnega cevovoda za OpenGL vmesnikom nam prikazuje slika 8. 
 
Slika 8: Shema delovanja procesov grafičnega cevovoda v ozadju OpenGL aplikacijskega vmesnika, preko katerega lahko 




3.1.3 Tehnologija računalniških iger 
Področje računalniških iger se je pričelo razvijati skupaj s prvimi elektronskimi računalniki. 
Obstaja zgodba, ki pravi, da naj bi se programerji med odmorom za malico ukvarjali z razvijanjem 
preprostih iger za krajšanje prostega časa [26]. V petdesetih letih prejšnjega stoletja so na univerzi v 
Illinoisu prvič zagnali igro križci in krožci, katero je znal računalnik igrati popolnoma samostojno [26]. 
Leta 1958 je fizik William Higinbotham z namenom zabavati obiskovalce inštituta v Brookhavenu, 
izdelal računalniško igro tenis, ki jo je prikazal na zaslonu osciloskopa z zaslonom velikosti 13 
centimetrov [26]. Čez približno tri leta so trije člani institucije MIT predstavili vesoljsko strelsko igro 
imenovano Spacewar!. Kmalu so prišli do sklepa, da tipkovnica kot vhodna enota ergonomsko ni 
najbolj primeren element za igranje njihove igre, zato so izdelali preprost krmilnik z dvema vzvodoma 
za premikanje in gumbom za streljanje. Vse komponente so vgradili v preprosto leseno škatlo [26]. 
Sčasoma se je strojna oprema razvijala in razvijala se je tudi računalniška grafika. Danes poznamo 
nešteto računalniških iger, še zdaleč pa te niso več namenjene zgolj zabavi in preganjanju dolgčasa.  
V zadnjem času lahko pogosto naletimo na izraz poigritev (ang. gamification), s čimer označujemo 
prodiranje sveta računalniških iger na področja drugih strok. Z namenom združevanja prijetnega s 
koristnim, so začeli v številnih podjetjih in ustanovah računalniške igre uporabljati kot pripomoček pri 
njihovih primarnih dejavnostih. Pogosto se interaktivne aplikacije pojavljajo v procesih izobraževanja 
oz. šolstvu, kjer uporaba sodobne tehnologije z večpredstavnostnimi vsebinami otrokom predstavlja 
dodatno motivacijo pri učenju in jim hkrati učne vsebine ponuja v povsem novi obliki, z oprijemljivim 
znanjem v praksi. Poleg izobraževalnih ustanov, se uporabe računalniških iger za namene 
usposabljanja oz. izobraževanja strokovnih kadrov vse pogosteje poslužujejo tudi ostale strokovne 
organizacije. Podjetja jih uporabljajo za motiviranje in izobraževanje zaposlenih , hkrati pa z njimi 
krepijo tudi ekipni duh in vzdržujejo pozitivno klimo v organizaciji. Ne smemo pa pozabiti niti na 
številne simulacijske igre, ki se uporabljajo bodisi za usposabljanje ljudi na terenu oz. v kriznih 
situacijah, bodisi za testiranje novih produktov v nadzorovanem okolju, ki pa bi v praksi lahko 
predstavljalo večje tveganje. Kot bolj znana področja uporabe simuliranih okolij poznamo vojsko, 
letalstvo (prikazano na sliki 9) in avtomobilsko industrijo. Pri slednji imamo v mislih predvsem 
testiranje interaktivnih aplikacij v vozilih. 
 
Slika 9: Usposabljanje pilotov v simulatorju letenja [8] 
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Računalniške igre se uporabljajo tudi na področju rehabilitacije v kombinaciji z rehabilitacijskimi 
roboti. Sam proces rehabilitacije je, kot vemo, za pacienta zelo naporen in sčasoma postane tudi 
dolgočasen. Zato je potrebno pacienta pri vadbi stalno spodbujati, s čimer poskrbimo, da bo ta 
pozabil na napore in ostal kar se da motiviran in zbran. Kot smo že omenili, so odličen način za 
motivacijo ravno računalniške igre. Pacient s premikanjem rehabilitacijskega robota  hkrati upravlja 
tudi računalniško igro na zaslonu pred seboj, ki mu predstavlja nekakšen izziv in ga posledično 
spodbuja tudi k intenzivnejši vadbi. O rehabilitaciji s pomočjo robotov bomo nekoliko več spregovorili 
v nadaljevanju, omenimo pa dejstvo, da ima rehabilitacija s pomočjo robotov precej večji učinek, če 
se ta izvaja v kombinaciji z računalniškimi igrami, kar je dokaz številnih znanstvenih raziskav.  
 
3.1.4 Razvojno okolje UNITY 
Pri razvoju igre smo si pomagali z orodjem za razvoj računalniških iger UNITY, ki je danes eno 
izmed najpogosteje uporabljenih orodij za izdelavo interaktivnih aplikacij. Ta nam omogoča razvoj 
računalniških iger v 2D in 3D tehnologiji za veliko število platform in uporabniških naprav, tako 
namiznih (ang. desktop), kot tudi mobilnih (ang. mobile), pri čemer ne smemo pozabiti omeniti 
najnovejšega trenda v računalniški grafiki – to je uporaba navidezne in obogatene resničnosti (ang. 
Virtual & Augumented Reality, VR & AR). Prednost okolja UNITY je poleg  podprtosti s strani širokega 
spektra standardov in naprav tudi njegova celovita integracija razvojnih faz projekta v eno samo 
delovno področje, kar razvijalcem omogoča celotno izdelavo igre na enem mestu -  od njenih 
začetkov, z umestitvijo grafičnih elementov v navidezni prostor, apliciranja podobe le-teh s 
teksturami in animacijami, do implementacije programske kode za manipulacijo nad njimi in 
nadzorovanja poteka igre.  
Osnovno delovno namizje v okolju UNITY se deli na več funkcijskih oken, katerih postavitev in velikost 
si lahko prilagajamo po svoje. Slika 10 prikazuje postavitev, kakršno smo uporabljali pri razvoju 
našega projekta. Skrajno levo se nahajata okni za grafični predogled navideznega okolja, ki ga 
gradimo. Zgornje okno (št. 1) je namenjeno urejanju in premikanju elementov v navideznem 
tridimenzionalnem prostoru. Deluje podobno kot velika večina programov za 3D modeliranje (npr. 
Cinema 4D), saj s standardnimi orodji omogoča prosto premikanje po prostoru (zoom, pan, …) in tudi 
izvajanje osnovnih ukazov nad elementi v prostoru (move, scale, rotate, …). Pri urejanju imamo na 
voljo več pogledov na objekte v prostoru. Če želimo gledati na svet v treh dimenzijah (x, y in z), lahko 
izberemo bodisi perspektivni bodisi vzporedni pogled na svet. Oba načina projiciranja smo 
obravnavali v enem izmed prvih poglavij. Včasih pa nam bolj kot tridimenzionalni pogled ustreza 
pogled zgolj v dveh dimenzijah (npr. linijska poravnava robov v isti dimenziji). V takšnem primeru si 
lahko okno preklopimo na dvodimenzionalno projekcijo na eno izmed treh osnovnih ravnin, ki 
definirajo celoten prostor, na katero se objekti projicirajo zgolj v dveh dimenzijah, dolžine robov pa 
se pri tovrstni projekciji ohranjajo. Glede na projekcijsko ravnino, na katero se preslika objekt, ločimo 
tloris (pogled od zgoraj/spodaj), naris (pogled s sprednje oz. zadnje strani) in stranski ris (pogled na 
objekt s strani). Pod pravkar opisanim oknom pa se nahaja okno za predogled okolja v poteku igre 
skozi pogled igralca oz. glavne kamere (št. 2). Hkrati je to okno namenjeno tudi preizkušanju igre, ki 
jo lahko zaženemo kadarkoli med razvojem igre. Okno lahko med igranjem povečamo do polne 
velikosti zaslona, hkrati pa lahko spremljamo tudi performančne parametre naprave (delovanje 
procesorja, grafične, mrežne in audio kartice) ter nastavljamo vidnost posameznih komponent 
znotraj objektov. Desno od pregledovalnih oken se nahajata konzola za izpisovanje vrednosti in 
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obvestil med igro v aktivnem stanju (št. 3) in nad njim okno s hierarhičnim seznamom vseh objektov v 
navideznem okolju (št. 4). Ob dvokliku na izbrani objekt v seznamu se nam ta prikaže znotraj 
urejevalnega okna, na levi strani zgoraj, v centralni bližnji poziciji.  Naslednji sta okni za predogled 
projektnih datotek (št. 5 in 6). Prvo okno nam omogoča predogled nad datotečno strukturo projekta 
na osnovnem nivoju, medtem ko se vsebina drugega spreminja v odvisnosti od trenutno izbrane 
mape. S pomočjo teh dveh oken lahko hitro dostopamo do vseh projektnih datotek. Skrajno desno se 
nahaja okno za prikaz in manipulacijo atributov posameznih objektov v navideznem svetu (št. 7). 
Glede na izbrani objekt v seznamu oz. igralskem okolju, se nam v tem oknu prikažejo vsi njemu 
dodeljeni atributi (velikost, pozicija, posebni učinki, oznake, programske skripte …).  
Vsem naštetim atributom lahko spreminjamo vrednosti na različne načine, odvisno od podatkovnega 
tipa vrednosti, ki jo nosi posamezen atribut. Poleg tega lahko preko tega okna dodajamo in 
odvzemamo posamezne komponente objektov ter spreminjamo tudi njihovo aktivnost.  
 
Slika 10: Osnovna postavitev delovnega namizja v okolju UNITY 
Kot smo omenili, so komponente oz. atributi posameznih objektov tudi skripte s programsko kodo, s 
katerimi v našo igro vnesemo »pamet«. Osnovni princip delovanje iger, razvitih v okolju UNITY, je 
objektno naravnan. Vsak element znotraj navideznega sveta, v katerem se odvija igra, predstavlja 
samostojen objekt, kateremu lahko dodajamo poljubno število skript z različnimi vsebinami, za 
različne namene delovanja in obnašanja objektov v igri. Osnovne operacije, ki jih implementiramo 
znotraj skript, so najpogosteje premiki objektov v prostoru (translacija, rotacija, skaliranje), 
implementiramo pa tudi številne druge funkcije (fizikalni algoritmi, ambientalne komponente, nadzor 
nad potekom programa, obnašanje menijskih komponent …). Poleg upravljanja posameznih objektov, 
se med razvojem ukvarjamo tudi z odnosi med posameznimi objekti. Te lahko poljubno gnezdimo v 
hierarhična drevesa in tako določamo tudi dedovanje posameznih atributov v odnosu objektov starš-
otrok. To pomeni, da bo dodana komponenta nadrejenemu objektu (starš) hkrati imela vpliv tudi na 
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vse njegove podrejene objekte (otroci). Če bomo denimo staršu pripeli programsko kodo, ki skrbi za 
premikanje objekta, se bodo skupaj z njim paralelno premikali tudi vsi njegovi otroci. Podprta 
programska jezika v okolju UNITY sta C# in Javascript,  za pisanje pa imamo na voljo tekstovni 
urejevalnik Visual Studio, ki se namesti skupaj z okoljem UNITY in se zaganja neposredno iz 
osnovnega namizja le-tega (npr. ob dvokliku na izbrano skripto v datotečnem pregledovalniku).  
Programsko okno urejevalnika Visual Studio je prikazano na sliki 11. 
 
Slika 11: Programsko okno urejevalnika Visual Studio za pisanje programske kode 
Programska koda, ki jo razvijamo v zunanjem urejevalniku (npr. Visual Studio), se ob vsaki shranjeni 
posodobitvi ponovno naloži tudi v okolju UNITY. Vrednosti tistih spremenljivk, katerim smo dodelili 
javni nivo dostopa, oz. v programerskem žargonu imenovane tudi »public« spremenljivke,  so tako 
vidne tudi na osnovnem namizju okolja UNITY, njihove vrednosti pa lahko enostavno spreminjamo 
preko grafičnih komponent, odvisno od podatkovnega tipa posamezne spremenljivke (številske in 
tekstovne spremenljivke – vnosno polje, spremenljivke z logičnimi vrednostmi – izbirno polje …). 
Poleg programske kode za izdelavo računalniških iger pa lahko izdelujemo tudi programske knjižnice 
za razširitev razvojnega okolja UNITY, s katerimi si lahko nekoliko poenostavimo celoten proces 
razvoja programske opreme.  Zaradi objektno usmerjenega programiranja, na podlagi katerega 
deluje celoten princip razvoja v UNITY-ju, nam je omogočeno definiranje poljubnih razredov s 
pripadajočimi atributi in funkcijami, ki se sproti integrirajo v razvojno okolje  preko komponent 
grafičnega vmesnika in si z njimi lahko takoj pomagamo pri primarnem razvoju projekta. Instance 
ustvarjenih razredov lahko uporabljamo tudi neposredno v programski kodi. Za potrebe razvoja 
našega projekta smo programsko okolje dopolnili s funkcijo za izris in glajenje trajektorije za 
samodejno premikanje objektov. Linijo smo definirali kot črto, ki povezuje množico kontrolnih točk, 
postavljenih v idealno linijo in služijo kot vmesni cilji, preko katerih potuje objekt. Z večanjem števila 
kontrolnih točk smo dosegli idealnejšo linijo, ki smo jo na zavojih lahko natančneje zgladili ter s tem 
preprečili morebitno preveč sunkovito gibanje objekta zaradi prevelikih sprememb v smeri gibanja. 
Kot pomoč za predogled ustvarjene trajektorije gibanja smo definirali tudi funkcijo, ki ob širjenju poti 
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med pravkar dodano in prejšnjo točko izriše povezovalno črto, ki se spreminja tudi v primeru 
premikov končnih točk le-te. Za potrebe hkratnega izrisa več trajektorij, smo v razširitveno knjižnico 
dodali tudi opcijo izbire barve črt posamezne trajektorije, ki jo je enostavno določiti preko palete za 
izbiro barv. Vidnost posamezne trajektorije smo v programski kodi definirali kot spremenljivko z 
logično vrednostjo, katere vrednost lahko spreminjamo tudi preko izbirnega polja na namizju 
razvojnega okolja. Na sliki 12 je prikazana uporaba razširitvene knjižnice pri razvoju končne aplikacije. 
 
Slika 12: Primer izrisa treh trajektorij v navideznem okolju in urejevalno okno kot del razširitvene knjižnice, preko 
katerega lahko izbiramo barvo črt (spremenljivka "Ray Color") in njihovo vidnost (spremenljivka »Draw Lines« z izbirnim 
poljem) 
 
3.1.5 Uporabniški vmesniki in uporabniška izkušnja 
Za karseda optimalno uporabo aplikacije, ki mora biti na eni strani dovolj enostavna za laično 
množico, na drugi strani pa mora zagotavljati pravilno delovanje vsebovanih funkcionalnosti, je 
naloga programerja zagotoviti čim boljšo uporabniško izkušnjo (ang. user experience, UX). S tem 
izrazom označujemo področje, ki se ukvarja z načrtovanjem podobe in delovanja interaktivnih 
uporabniških aplikacij, pri čemer si pomaga s študijami človekovega razmišljanja, obnašanja v okolju 
in razumevanja delovanja tehnoloških rešitev v praksi, oz. drugače imenovanim mentalnim modelom 
človeka (ang. mental model) v interakciji človek-stroj (ang. human-machine interaction, HMI) oz. 
interakciji človek-računalnik (ang. human-computer interaction, HCI) [18].  S pomočjo uporabniških 
študij v  praksi in agilnih metod razvoja programske opreme, kjer se razvojni procesi z namenom 
izboljševanja tehnološke rešitve konstantno ponavljajo, razvijalci programske opreme svojo rešitev 
izboljšajo do te mere, da je kljub tehnološki kompleksnosti, katero zahtevajo njene funkcionalnosti, 
enostavna za uporabo in uporabnikom prijazna tudi s stališča oblikovanja. Značilni predstavnik agilnih 
metod razvoja je t.i. spiralni model, ki je prikazan na sliki 13 in se v osnovi deli na štiri faze: 
identifikacija problemov, načrtovanje sistema, implementacija in analiza. Vsaka izmed faz se sčasoma 
zopet ponovi, napredek v vsaki pa se deloma nadgradi oz. po potrebi spremeni in popravi. Znano je, 
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da se na začetku toka spiralnega modela poslužujemo preprostih papirnatih prototipov, ki jih nato 
nadgradimo z implementacijo v obliki enostavnih interaktivnih modelov (ang. mock-up). Prototipe 
kasneje nadomestimo z implementacijo sistema v programski kodi, pri čemer moramo vseskozi paziti 
na pravilen tok razvoja, ki ne sme pretirano odstopati od zastavljenih ciljev. S sprotnimi analizami in 
testiranji rešitve v praksi lahko opazimo morebitne napake, ki otežujejo uporabo sistema ter hkrati 
lahko razvijemo oz. nadgradimo obstoječe ideje. S takim modelom omogočimo sistematični razvoj 
rešitve po korakih, ki so dovolj majhni, da lahko morebitne težave hitro opazimo in odpravimo, hkrati 
pa imamo skozi celoten razvojni proces programa oz. aplikacije celovit pregled nad trenutnim 
stanjem projekta.   
 
Slika 13: Spiralni model kot eden izmed tipičnih predstavnikov agilnih metod razvoja programske opreme [9] 
Kot podlaga za sprotne analize nam v praksi služijo testiranja uporabniške izkušnje, ki se običajno 
izvajajo v obliki vodenih intervjujev. Za vsako aplikacijo oz. storitev, ki jo želimo preizkusiti v praksi, si 
najprej določimo ciljno množico uporabnikov. Določimo tipične predstavnike oz. persone. Z definicijo 
person umestimo naše uporabnike v socialno in fizično okolje, zelo pomembno pa je tudi, da 
opredelimo njihovo informacijsko pismenost, saj ima le-ta precejšen vpliv na zasnovo aplikacije. K 
prostovoljnemu sodelovanju sedaj lahko povabimo tipične predstavnike pravkar definirane skupine. 
Vsakemu uporabniku se na testiranju na kratko predstavi naše delo in namen, nato pa se jim dodeli 
nekaj ciljnih nalog, ki jih mora izvesti med uporabo testiranega sistema, pri čemer ga vseskozi 
opazujemo. Pomembno je, da se uporabniki na testiranjih počutijo čim bolj sproščeno oz. pri uporabi 
sistema ravnajo tako kot bi ravnali v vsakdanjem življenju, saj le na ta način lahko pridemo do 
pravilnih rezultatov raziskave. V ta namen se pred začetkom testiranj vsakemu uporabniku predstavi 
dejstvo, da je na testiranju naša aplikacija in ne on, ter da so morebitni zapleti med uporabo 
posledica naših napak in ne njegovega neznanja. Uporabnika želimo približati realnim situacijam tudi 
z ureditvijo ambientalne ureditve prostora, v katerem izvajamo testiranje, pri čemer skušamo doseči 
čim večjo podobnost prostora z realnim okoljem uporabe aplikacije. Kot primer lahko navedemo 
testiranje aplikacij na hibridnih TV sprejemnikih, kjer prostor testiranja umestimo v dnevno sobo. Pri 
testiranjih si pogosto pomagamo tudi s snemalnimi napravami oz. t.i. sistemom za sledenje 
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uporabnikovih pogledov (ang. eye-tracking system), s čimer lahko analiziramo uporabnikovo 
spremljanje elementov na zaslonu, posledično pa lahko določimo predele zaslona, na katere se 
uporabnik osredotoča najpogosteje oz. jih morebiti sploh ne opazi. Rezultati takih testiranj 
predstavljajo pomemben člen pri naslednjih razvojnih ciklih sistema. 
Še posebej se moramo na uporabniško izkušnjo ozirati v primerih aplikacij, ki so namenjene ljudem z 
omejenimi sposobnostmi – fizičnimi ali mentalnimi. Pri načrtovanju tovrstne aplikacije oz. sistema 
moramo biti pozorni na vsako malenkost, ki bi lahko zmedla uporabnika in posledično znižala stopnjo 
uporabnosti aplikacije, razen v primeru, ko so distrakcije uporabnikov načrtovane kot del 
funkcionalnosti sistema s specifično usmerjenim ciljem oz. namenom (npr. za krepitev uporabnikove 
koncentracije). Prilagajanje aplikacije specifični skupini uporabnikov z angleškim izrazom imenujemo 
accessibility.  
 
3.2 Vhodne naprave in krmilniki 
Najpogostejši vhodni računalniški enoti sta bili v preteklosti zagotovo miška in tipkovnica. Danes 
pa ti dve nista več edini, saj v ospredje vse bolj prihajajo novi – večmodalni načini interakcije človek-
stroj. Z izrazom večmodalnost (ang. multimodality) v računalništvu označujemo način upravljanja 
naprave oz. sistema preko kombinacije različnih komunikacijskih poti, ki se v medsebojnem smislu 
dopolnjujejo, omogočajo bolj naravno in enostavnejšo uporabo sistema, hkrati pa s tem obogatijo 
tudi uporabniško izkušnjo [18]. 
Na področju simulacijskih iger se večmodalna interakcija izraža predvsem v posnemanju krmilnikov in 
ergonomije iz realnega sveta. Najenostavnejši krmilniki, to so enostavne krmilne palice in volani, so 
najpogosteje namenjeni domači uporabi za zabavo in jih lahko kupimo za relativno nizko ceno. 
Prednost tovrstnih vhodnih naprav je t.i. taktilni odziv (ang. tactile response), kar pomeni, da ima 
naprava sposobnost reagiranja na dogodke v virtualnem okolju v realnem času, ki se kažejo v obliki 
različnih izhodnih informacij oz. odzivov (npr. tresenje naprave ob trku, spreminjanje trdote premikov 
glede na fizikalne pogoje v okolju…) [18]. Profesionalna simulacijska okolja pa za razliko od 
enostavnih krmilnikov pogosto tvori skupek tehnološko precej bolj dovršenih vhodnih naprav. 
Njihovo obnašanje in taktilni odzivi bazirajo na kompleksnih fizikalnih algoritmih, ki zelo natančno 
posnemajo situacije iz realnega sveta, kar se odraža v zelo »naravni« uporabniški izkušnji in seveda 
posledično tudi v ceni celotnega sistema. Primer kompleksnega simulacijskega okolja je tudi 




Slika 14: Simulator vožnje, ki ga je razvilo podjetje NERVteh in je osnovano na pomični hidravlični ploščadi [10] 
Eden izmed danes zelo popularnih modalnosti upravljanja je upravljanje z gestami oz. kretnjami (ang. 
gesture control), ki omogoča povsem naraven potek upravljanja. Uporabnik s pomočjo premikanja 
telesa izvaja določene ukaze, ki jih nato naprava s pomočjo senzorjev v krmilniku ali okolici zaznava, 
ločuje glede na vrsto premika in pretvarja v električne signale *18+. 
Prvi krmilniki za upravljanje z gestami so imeli obliko daljinskih upravljalnikov. Eden izmed bolj znanih 
je krmilnik WiiMote, ki je namenjen interakciji z igralno konzolo Nintendo Wii. Primer tovrstnega 
krmilnika je prikazan na sliki 15. Upravljalnik je namenjen celovitemu upravljanju tako za sprehajanje 
po aplikacijskih menijih, kot tudi za manipuliranje objektov/akcij v navideznem svetu aplikacije. 
Številni integrirani elementi v upravljalniku nam omogočajo več načinov interakcije [18]: 
 pospeškometer z območjem zaznavanja v treh smereh, vzorčno frekvenco 100Hz in 8 
bitnim prostorom za zapis pozicijskih vrednosti, nam omogoča upravljanje sistema s 
prostim premikanjem rok v prostoru, omogočeno pa je tudi zaznavanje intenzitete 
premikov z natančnostjo +/- 3g; 
 PixArt infrardeči optični senzor omogoča zaznavanje smeri kazanja, pri čemer se le-ta 
določi s pomočjo zaznane svetlobe, ki jo oddaja svetlobni pas z LED diodami pred 
igralcem; 
 osem funkcijskih tipk in štirismerni gumb nam omogočajo upravljanje funkcij, ki jih 
bodisi ne moremo upravljati zgolj z gestami, bodisi je upravljanje le-teh preko gumbov 
bolj intuitivno; 
 vhodni razširitveni vtikač na zadnji strani krmilnika omogoča priklop slednjega na 
razširitvene krmilne naprave, namenjene za nadgradnjo upravljanja specifičnih aplikacij 





Krmilnik preko integriranih izhodnih enot omogoča tudi povratni taktilni odziv v obliki naslednjih 
izhodnih informacij [18]: 
 tresenje 
 zvočni efekti 
 prižiganje in ugašanje štirih led diod 
 
Slika 15: Krmilnik WiiMote s prikazanimi možnostmi zaznave premikov [11] 
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Novejši v skupini upravljalnikov z gestami je tudi MYO zapestni pas. Ta nima klasične oblike 
daljinskega upravljalnika in ga zaradi načina uporabe uvrščamo v t.i. wearable tehnologijo. Primer 
zapestnega upravljalnika MYO je prikazan na sliki 16. Pas ima na spodnji strani vgrajene kovinske 
prevodne ploščice, preko katerih se živčni impulzi iz uporabnikove roke pretvarjajo v električne 
signale za krmiljenje vmesnika [27]. Tovrstna tehnologija omogoča napravi zaznavanje specifičnih 
premikov roke glede na različna napetostna stanja mišičnega tkiva pod zapestnim pasom, denimo 
stisk/razpiranje dlani, premikanje in kazanje s prsti, rotacija dlani itd. Modalnost interakcije je 
nadgrajena s pomočjo devet-osnega senzorja gibanja, s katerim naprava lahko zaznava pozicijo in 
toge premike roke v prostoru [27]. Širok spekter zaznavnih vrednosti naprave omogoča razvijalcem 
aplikacij implementacijo precejšnjega števila funkcionalnosti, zaradi natančnosti senzorjev naprave in 
komunikacijskih protokolov, ki tečejo v realnem času, pa se interakcija človek-stroj precej približa 
naravni komunikaciji z gestami. Omeniti velja dejstvo, da se krmilnik MYO uporablja na številnih 
področjih (računalniške igre, interaktivne predstavitve, daljinsko krmiljenje letalskih modelov…), kar 
je tudi posledica dobro zasnovanega ogrodja za razvoj in integracijo programske opreme (ang. 
Software Development Kit, SDK) s krmilnikom MYO, ki omogoča razvoj aplikacij na številnih 
platformah.  
 
Slika 16: Zapestni upravljalnik MYO [12] 
Danes so na področju vhodnih naprav zelo popularne tudi naprave za zaznavanje gibov, ki za razliko 
od prej opisanih krmilnikov, ne zahtevajo nobenega fizičnega kontakta z uporabnikom. Za krmiljenje 
sistema s tovrstnimi napravami je torej dovolj samo prosto premikanje v telesa v prostoru. Kot 
predstavnika tega razreda krmilnikov bomo omenili Microsoftov Kinect, ki ga je mogoče povezati na 
igralni konzoli Xbox 360 in Xbox One ter na vse računalnike z operacijskim sistemom Windows. Kinect 
omogoča interakcijo z uporabnikom preko integrirane kamere, ki zaznava uporabnikove premike in 
geste v treh dimenzijah, poleg tega pa je napravo mogoče krmiliti tudi s pomočjo glasovnih ukazov 
[28]. Podobno kot krmilnik MYO tudi Kinect omogoča integracijo v programsko opremo preko SDK-ja 




Krmilniki za prepoznavanje gest se uporabljajo tudi na področju fizioterapije in rehabilitacije, saj 
zaradi natančnosti zaznavanja številnih integriranih senzorjev, omogočajo zaznavanje preciznih gibov 
okončin v prostoru, s čimer lahko zelo natančno posnemamo in beležimo gibanje. Na sliki 17 je 
prikazana rehabilitacija z uporabo krmilnika Microsoft Kinect.  
 
Slika 17: Rehabilitacija z uporabo krmilnika Microsoft Kinect [13] 
Rehabilitacija s pomočjo tehnologije prepoznavanja gest v prostoru še vedno zahteva stalno 
prisotnost terapevta, ki v primeru nezmožnosti pacienta lahko poseže v proces izvajanja akcij in 
pomaga pri izvajanju premikov okončin. Alternativa tovrstnemu načinu rehabilitacije so specializirani 
rehabilitacijski roboti, ki so sposobni posnemanja terapevtovih akcij in o katerih smo nekaj besed že 
spregovorili v poglavju o rehabilitaciji.  
4 Rešitev za rehabilitacijo z uporabo robotske roke in interaktivne 
aplikacije 
4.1 Opis uporabe sistema 
4.1.1 Osnovni princip in namen 
Robotska roka skupaj z igro tvori sistem, ki je namenjen rehabilitaciji zgornjih okončin po 
možganski kapi. Pacient se usede na stol, ki je pritrjen na platformo poleg robota, svojo roko pa 
nasloni na posebno vpetje na vrhu robotske roke in s pestjo objame ročico na skrajnem koncu 
mehanske roke. S premikanjem robotske roke nato lahko pacient krmili potek računalniške igre, 
katere vmesnik je prikazan pred njim na projekcijskem platnu oz. računalniškem zaslonu. V primeru, 
da premikov, ki jih zahteva računalniška igra, pacient ne more pravočasno izvesti, se robot glede na 
nastavljeno stopnjo podpore na neopravljene akcije po določenem času odzove in pacientu z rahlim 
potiskanjem v začrtani smeri pomaga pri premikanju. Po določenem času se bo pacient s 
konstantnim ponavljanjem začrtanih gibov ob pomoči robota le-teh ponovno priučil in sčasoma 
obnovil gibalne zmožnosti ter s tem lahko deloma ali povsem avtonomno premikal robotsko roko 
brez strojne pomoči. Za začetek si bomo pogledali potek igranja rehabilitacijske igre za lažje 
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razumevanje naslednjih poglavij, kjer bomo spregovorili o tehnološkem ozadju, principih delovanja in 
postopkih izdelave našega sistema. 
 
4.1.2 Vstop v igro in nastavitve 
Prve korake ob vstopu v računalniško igro opravi terapevt. Ko se program zažene, se na 
zaslonu prikaže začetni zaslon, preko katerega lahko sistemu podamo nekaj ključnih informacij za 
delovanje in nato vstopimo v glavni del igre. Na zaslonu se nahaja vnosno polje, v katerega je 
potrebno vpisati pacientovo ime za morebitne potrebe shranjevanja parametrov in rezultatov igre. 
Po vpisu imena nadaljujemo z izbiro stopnje v programu, kar storimo preko spustnega seznama. 
Izbiramo lahko med tremi različnimi stopnjami, ki smo jih v programu vpeljali z namenom 
preprečevanja monotonosti igre na eni strani in morebitnega pomnjenja stalno ponavljajočih se akcij 
na drugi strani, ki bi proces rehabilitacije utegnile zapeljati na nivo povsem rutinskih opravil z vnaprej 
poznanim zaporedjem akcij. Ko smo izvedli zgoraj opisana postopka, lahko vstopimo v igro s 
pritiskom na gumb »PRIČNI Z IGRO« oz. le-to lahko tudi zapremo s pritiskom na gumb »IZHOD«. Za 
popestritev začetnega menija smo na zaslon umestili virtualno podobo okolice z majhnim otokom, 
ladjo in vodno gladino, kateri smo dodali tudi animacijo, ki posnema valovanje morja. Slika 18 








Konfiguracijo in potek igre lahko nadzorujemo preko aplikacijskega menija, ki je dostopen znotraj 
poteka igre in ga odpremo s pritiskom na gumb »esc« (escape) na tipkovnici. Takrat se igra ustavi in 
čez celoten zaslon se izriše temnejša, prosojna plošča, ki loči navidezno okolje igre, na katerega smo 
bili osredotočeni in meni, ki se prikaže na zaslonu v obliki kartice in je osrednji element, na katerega 
moramo usmeriti pozornost za izvajanje želenih akcij. Meni sestavljata dve podokni, ki sta prikazani 
na slikah 19 in 20: osnovni meni (premor) in meni z nastavitvami parametrov aplikacije. Namen 
prvega je nadzor poteka igre, katerega lahko spreminjamo s pomočjo štirih gumbov na kartici. S 
pritiskom na gumb »Nazaj v igro« zapremo aplikacijski meni in nadaljujemo z igranjem igre, pritisk na 
gumb »Ponovno zaženi« pa nam omogoča ponovni zagon trenutno izbrane stopnje igre od začetka. 
Gumb »Nastavitve« nas vodi v meni z nastavitvami parametrov, ob pritisku na gumb »Zaključi« pa se 
igra konča in vrnemo se nazaj na vstopni zaslon aplikacije.  
 
Slika 19: Osnovni meni aplikacije – premor 
V meniju z nastavitvami lahko spreminjamo parametre igre, ki služijo kot nujno potrebne informacije 
za delovanje tako igre same, kot tudi definirajo premikanje robotske roke. Preko drsnika lahko 
nastavljamo stopnjo podpore v procentih, ki se razteza od vrednosti 0% (izklopljena podpora) pa do 
vrednosti 100% (maksimalna podpora). Za zagotavljanje stalnega nadzora nad stanjem sistema in 
poznavanjem trenutno izbrane stopnje pomoči, se poleg besedila nad drsnikom v realnem času 
posodablja tudi številski izpis nastavljene vrednosti. Naslednja komponenta menija z nastavitvami je 
skupina dveh izbirnih polj, ki se medsebojno izključujeta. Z izbiro ene izmed ponujenih vrednosti 
definiramo način delovanja robotske roke, katere sklepi se v vsakem izmed načinov premikajo 
nekoliko drugače in sicer z namenom razgibavanja točno določenega dela človekove roke. Z izbiro 
prvega načina – roka, bomo razgibavali celotno roko med ramo in zapestjem. Če pa izberemo drugi 
način – zapestje, pa bomo razgibavali roko zgolj v predelu zapestja. Kako se spremeni način delovanja 
robotske roke v odvisnosti od izbranega načina, si bomo pogledali v enem izmed naslednjih poglavij. 
Kot bomo videli v nadaljevanju, se v navideznem okolju nahaja ladja, ki se v smeri proti ciljni ravnini 
pomika s konstantno hitrostjo. Ker bi ta hitrost za pacienta v določenih okoliščinah utegnila biti bodisi 
previsoka za jasno spremljanje poteka igre, bodisi prenizka, s čimer bi za uporabnika igra postala 
povsem dolgočasna in trivialna, lahko terapevt preko drsnika spreminja hitrost premikanja ladje ter 
ga prilagaja pacientovim kognitivnim sposobnostim. Zaloga vrednosti hitrosti sega od 1 do 30 , njena 
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številčna vrednost pa se enako kot pri stopnji podpore izpiše nad drsnikom. Čisto spodaj na kartici se 
nahaja gumb »Nazaj«, ob pritisku nanj se vrnemo na prvo kartico z osnovnimi ukazi za potek igre.  
 
Slika 20: Meni z nastavitvami parametrov 
4.1.3 Igranje in cilji 
Poglavitni segment programa je igra, ki jo pacient igra ob rehabilitaciji s pomočjo robotske roke. Ko je 
uporabnik pripravljen in vsi parametri ustrezno nastavljeni, lahko pričnemo z igro. V osnovi je ta 
zgrajena iz navideznega sveta, v katerem se nahaja voda, ki jo z vseh štirih strani obdaja kopno. Po 
vodi se s konstantno hitrostjo v začrtani smeri od enega brega k drugemu pomika manjša ladja, 
premiku katere sledimo tudi s pogledom na virtualni svet. Gibanje le-te je mogoče spreminjati s 
premikanjem robotske roke. V smeri premikanja ladje se razteza tudi poligon s plavajočimi vrati, ki so  
sestavljena iz dveh boj, med katerima se razteza transparenten zelen kvadrat, ki služi kot indikator za 
kontrolno točko. Skupaj z ladjo se v isti smeri pomika tudi zelen kvadrat/okvir, ki služi kot referenčna 
točka oz. vodnik za premikanje ladje. Kvadrat se enako kot ladja v začrtani smeri naprej pomika s 
konstantno hitrostjo, v smeri levo-desno pa se premika glede na postavitev plavajočih vrat oz. 
kontrolnih točk po naprej začrtani idealni liniji premika, ki vsaka vrata prečka točno na sredini med 
bojama. Naloga pacienta je, da čim bolj natančno sledi gibanju referenčnega kvadrata in ladjo ves čas 
skuša obdržati v njegovem centru oz. na idealni liniji, kar lahko uravnava s premikanjem robotske 
roke levo in desno. Ladjo je mogoče premikati tudi v smeri naprej in nazaj, s čimer spreminjamo 
odmik od referenčnega okvira v smeri premikanja ladje in okvira. Bolj bo pacient sledil referenčnemu 
okviru, ki se pomika po idealni liniji skozi kontrolne točke na poti proti cilju,  več kontrolnih točk bo na 
svoji poti dosegel. V primeru, da pacient ne zmore slediti gibanju referenčnega okvira, mu bo, glede 
na nastavljeno stopnjo podpore, robot v določeni fazi, ob doseženi preveliki oddaljenosti ladje od 
okvira, samodejno pomagal izvesti potreben premik. V primeru 100% podpore lahko robot povsem 
avtonomno, brez človekove pomoči, pripelje ladjo na cilj skozi vse kontrolne točke na poti. Če je 
stopnja podpore zelo majhna, se lahko zgodi, da bo pacient katera izmed vrat tudi zgrešil in se mimo 
njih peljal izven idealne linije, po kateri se giba referenčni okvir. Vedno, kadar pacient uspe doseči 
kontrolno točko in se ladja zapelje skozi vrata, zeleni kvadrat med bojama izgine in sproži se kratek 
zvočni efekt (zvonček), ki služi kot indikacija uspešno opravljene naloge. Kot pomoč pri štetju 
kontrolnih točk in nadzoru uspešnosti v igri, nam služi tekstovni panel na zgornji levi strani zaslona. 
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Na prosojnem ozadju temnejše barve so zgoraj izpisane tri vrednosti: število vseh kontrolnih točk na 
poligonu, število doseženih kontrolnih točk in število zgrešenih kontrolnih točk. S pomočjo teh 
vrednosti, ki se posodabljajo v realnem času ob igranju igre, lahko pacient in terapevt spremljata 
napredek v igri. Hkrati smo na panel umestili tudi indikatorja potrebnih premikov roke glede na 
pozicijo ladje levo/desno od referenčnega okvira. Puščici levo oz. desno tako nakazujeta pacientu, v 
katero smer naj premika robotsko roko, da bo dosegel idealno linijo gibanja oz. center referenčnega 
okvira. Primer zaslona med igranjem igre je prikazan na sliki 21. 
 
Slika 21: Igranje igre 
Cilj igre se nahaja na nasprotnem bregu od začetne pozicije premikanja ladje. Ciljna črta, ki je 
upodobljena kot večji prosojni kvadrat, obarvan s teksturo črno-bele šahovnice, ki je simbol ciljne 
črte,  se razteza na širini od levega do desnega brega vode oz. pravokotno na smer plovbe ladje. Ko 
ladja prečka ciljno črto, se ustavi, program pa se vrne na začetni zaslon aplikacije, od koder lahko 
ponovno izberemo stopnjo igre in jo zaženemo ali pa program zapustimo.    
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4.2 Arhitektura sistema 
4.2.1 Strojna in mehanska oprema 
Sistem je z vidika strojne opreme na osnovnem nivoju sestavljen iz treh komponent,  katerih 
umestitev v sistem je prikazana na shemi 2. Poglavitni element sistema je robot, katerega 
označujemo s kratico UHD (universal haptic drive) in s pomočjo katerega pacient upravlja 
računalniško igro na zaslonu [15]. Z robotsko roko je povezan računalnik, preko katerega poteka 
komunikacija programske opreme z robotom, ki je nameščena na drugem računalniku z operacijskim 
sistemom Windows, kjer so nameščene vse ključne programske komponente za delovanje in 
spremljanje robota in na katerem je nameščena tudi naša igra. Komunikacija robota z računalnikom 
je implementirana s pomočjo protokola UDP (ang. user datagram protocol), ki se uporablja za prenos 
podatkov v realnem času, kjer je potreba po čim manjših zakasnitvah nujna. Tudi v našem primeru 
želimo uporabljati način komunikacije, pri katerem mora biti tok podatkov čim bolj učinkovit in brez 
prekinitev, saj se morata računalniška igra in robotska roka v medsebojni komunikaciji takoj odzivati 
na spremembe na sosednji strani komunikacijskega kanala. Komunikacija med robotom in 
računalnikom, na katerem teče naš program, je dvosmerna, podatki, ki se izmenjujejo med njima, pa 
so odvisni od smeri komuniciranja. V smeri od računalnika proti robotu se pošiljata pozicijski 
koordinati referenčnega objekta (x_ref in y_ref), ki se giba po idealni liniji in kateremu mora slediti 
uporabnik z upravljanjem ladje in še dva konfiguracijska parametra:  mode z zalogo vrednosti celih 
števil med 0 in 1  ter support  s celoštevilskimi vrednostmi med 0 in 100.  Prvi parameter sporoča 
robotu način delovanja oz. razgibavanja, medtem ko vrednost drugega definira stopnjo podpore, s 
katero robot pomaga pacientu pri izvajanju premikov. V smeri od robota proti računalniku pa se 
pošiljata zgolj dve vrednosti (x in y), ki označujeta pozicijo robotske roke v smereh naprej-nazaj in 
levo-desno in se v igri uporabljata za spreminjanje pozicije ladje v navideznem okolju.  
Glede na razlike med vrednostma x in x_ref  oz. y in y_ref,  robot na podlagi stopnje podpore sproti 




Shema 2: Osnovna arhitektura sistema: Centralna nadzorna enota (levo zgoraj), nadzorna enota robota (desno zgoraj) in 
robot (desno spodaj) 
Robotska roka omogoča dva načina delovanja za dva različna postopka rehabilitacije, kar nam 
prikazuje tudi slika 22. Način delovanja lahko spreminjamo s sproščanjem oz. zategnitvijo 
univerzalnega sklepa na sredini vertikalne ročice. Glede na stanje univerzalnega sklepa na robotu se 
spremeni tudi način delovanja same programske logike, ki krmili robotsko roko, zato moramo temu 
ustrezno spremeniti tudi vrednost parametra »mode« v igri, ki se nato pošilja v smeri proti robotu. 
 




V prvem primeru, ko izberemo način »roka«, se bo celotna robotska ročica togo premikala v štirih 
smereh, le-to pa bo človek lahko premikal s celotno roko od rame do zapestja. Če izberemo drugi 
način – »zapestje«, pa se bo robotska ročica v štirih smereh premikala zgolj okoli prijemališča, 
tovrstni način premikanja pa bo poskrbel za rehabilitacijo zapestnega dela roke [15]. 
 
4.2.2 Programska oprema 
Kot prednost razvojnega okolja UNITY, smo v enem izmed prejšnjih poglavij izpostavili 
hierarhično strukturo razporeditve objektov v navideznem okolju. Shema 3 ponazarja razporeditev 
objektov znotraj naše aplikacije v obliki hierarhičnega drevesa. Prvi starševski element na zgornjem 
nivoju je osnovno navidezno okolje v treh dimenzijah. Prostor v treh dimenzijah v tem primeru 
predstavlja globalni koordinatni sistem, na katerega se navezujejo pozicijske komponente vseh njemu 
podrejenih elementov, neodvisno od stopnje podrejenosti. Vsi starševski elementi svojim podrejenim 
elementom prav tako določajo globalni koordinatni sistem, vendar moramo za uporabo globalnih 
koordinat le-tega v programski kodi eksplicitno navesti ustrezen starševski element in koordinate 
podrejenega elementa prevesti na ustrezni nivo globalnih koordinat. Poleg globalnega umeščanja 
podrejenih elementov v prostor, nam element  na najvišjem nivoju drevesa v našem primeru služi 
tudi kot objekt, ki skrbi za nadzor poteka igre in hrani ključne podatke za pravilno izvajanje le-te. V ta 
namen smo napisali dve skripti, izmed katerih ima vsaka določeno eno funkcionalno nalogo. Prva 
skripta tako v realnem času spremlja stanja premikajočih se objektov v igri in obenem preverja, ali je 
potek igre dosegel stopnjo, na kateri je potrebno prekiniti igro in se vrniti v začetni meni. 
Prekinitveno stopnjo konkretno predstavlja premik ladje preko ciljne črte, zaznavo tovrstnega 
dogodka pa smo implementirali s pomočjo detekcije trka navideznih transparentnih ovojev v obliki 
kvadra okoli ladje in ciljne črte. V razvojnem okolju tovrstno komponento imenujemo »Collider«, s 
pomočjo katere lahko tudi izvedemo ustrezne reakcije v primeru fizičnih trkov dveh ali več objektov 
(npr. odboj, deformacija …). V našem primeru teh reakcij nismo potrebovali, saj je šlo zgolj za 
zaznavanje prečkanja enega objekta preko drugega. Na drugem nivoju drevesa se nahajajo štirje 
elementi. Prvi skrbi za ambientalni aspekt aplikacije, kamor se uvrščata osvetlitev navideznega 
prostora in okoliški zvok. Obe komponenti smo obravnavanemu elementu dodelili kot ločena 
podrejena elementa, z ustrezno umestitvijo fizičnih objektov v prostor in apliciranjem določenih 
skript (npr. avdio predvajalnik), pa smo poskrbeli za kar se da avtentično posnemanje realnega okolja. 
Naslednji objekt drugega nivoja v hierarhičnem drevesu skrbi za nadzor in upravljanje sistema. Njemu 
smo priredili tri podrejene elemente, ki grafično in funkcionalno gradijo uporabniške menije. Prva dva 
objekta imata implementirane skripte za upravljanje poteka igre in spreminjanje vrednosti funkcijskih 
parametrov programa, zadnji pa skrbi za prikazovanje informacij uporabniku med igro (trenutni 
rezultat in smer zavijanja). Vsak izmed opisanih objektov vsebuje tudi podrejene elemente, ki v 
najnižji veji drevesa predstavljajo standardne objekte, ki so del standardnih knjižnic programskega 
okolja UNITY. V tem primeru govorimo o gradnikih grafičnega uporabniškega vmesnika (npr. gumbi, 
tekstovna in slikovna polja). Če se vrnemo nekoliko višje po hierarhičnem drevesu, sta nam na drugi 
stopnji ostala še dva elementa. Prvi izmed njiju igra vlogo starševskega objekta komponentama, ki 
gradita fizično okolje v igri – to sta voda (z valovanjem gladine) in teren (z apliciranimi teksturami in 
rastlinstvom). Drugi oz. zadnji element druge stopnje pa je objekt, čigar podrejeni elementi 
predstavljajo različne zahtevnostne stopnje igre, izmed katerih je hkrati aktivna zgolj ena stopnja, 
njena glavna naloga  pa je spremljanje in nadziranje njej podrejenih elementov, posledično pa na 
podlagi dostopa do vseh potrebnih objektov skrbi tudi za pošiljanje potrebnih parametrov robotski 
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roki in interpretacijo ter razvrščanje prejetih podatkov s strani robota. Vsako stopnjo na prvem nivoju 
podrejenosti sestavljata dva objekta. Prvi predstavlja igralski poligon z idealno linijo gibanja ter 
kontrolnimi točkami oz. vrati na njej. Implementirane ima skripte, ki skrbijo za ustrezno odzivanje 
kontrolnih točk ob prečkanju ladje. Vsaka kontrolna točka je sestavljena iz dveh plavajočih boj, med 
katerima se razteza prosojni zelen kvadrat, ki nakazuje prehodno območje kontrolne točke. Ob 
prehodu ladje skozi kontrolno točko ta kvadrat izgine, sproži pa se tudi zvočni efekt, ki posnema zvok 
udarca na zvonec. Bistveni objekt vsake stopnje pa je pomični okvir, v katerem se nahaja ladja, ki jo 
uporabnik lahko upravlja s pomočjo robotske roke,  objekti, ki spremljajo gibanje ladje in referenčni 
okvir, ki se giba po idealni liniji poligona. Spodnji odsek kode prikazuje postopek pošiljanja podatkov 
robotu in spreminjanje pozicije ladje glede na prejete vrednosti.  
//--------------------COMMUNICATION AND BOAT TRANSFORMATION ------------------------- 
 
//get support from UI slider 





       //arm mode 









//send data to robot ----------------------------------------------------------------- 
 
double dist = guide.transform.position.x - centerPoint.transform.position.x; 
double normalizedDistanceX = normalizeDistance(dist, -100, 100); 
 
double distZ = guide.transform.position.z - centerPoint.transform.position.z; 
double normalizedDistanceZ = normalizeDistance(distZ, -20, 20); 
 
server.setSendData(normalizedDistanceX, normalizedDistanceZ, mode, support); 
 
 
//apply recieved data from robot to ship --------------------------------------------- 
         
double newBoatPos = centerPoint.transform.position.x 
denormalizeDistance(server.getPosition(0), -100, 100); 
 
double newBoatPosZ = centerPoint.transform.position.z - 
denormalizeDistance(server.getPosition(1), -20, 20); 
 









Pomični okvir v našem hierarhičnem drevesu predstavlja starševski element z lastnim lokalnim 
koordinatnim sistemom, na katerega se sklicujejo vsi njemu podrejeni elementi. Okvir v okolju je 
zgolj navidezen, zato se njegovih meja v okolju ne vidi, njegova velikost pa je določena z mejami 
maksimalnih možnih premikov ladje v štirih smereh, ki so sorazmerni z mejami premikov robotske 
roke. Velikost okvira hkrati določa tudi maksimalne razsežnosti njegovega lokalnega koordinatnega 
sistema, ki ima izhodišče v središčni točki okvira. Tega smo na shemi 4 označili z modro piko. Poleg 
omejevanja premikanja ladje in referenčnega objekta (modri okvir na shemi 4) na razsežnosti 
lokalnega koordinatnega sistema pomičnega okvira, se razlog za tovrstno hierarhično umestitev 
objektov nahaja tudi v samodejnem premikanju okvira proti cilju. Ker se ta nahaja stopnjo više, se 
hkrati z okvirom z enako hitrostjo, ki jo je mogoče spreminjati v nastavitvenem meniju,  v isti smeri 
pomikajo tudi vsi njemu podrejeni objekti. Smer samodejnega premikanja okvira s podrejenimi 
elementi je, prav tako kot hitrost, konstantna in je določena z vektorjem, ki se kaže v smeri od 
začetne pozicije okvira proti ciljni črti in je vzporedna z y osjo globalnega koordinatnega sistema. 
Medtem ko se celoten sistem samodejno pomika v smeri osi y globalnega koordinatnega sistema, je 
globalna x koordinata pozicije referenčnega objekta znotraj sistema enaka x koordinati točke na 
idealni liniji gibanja, v odvisnosti od trenutne y koordinate. Lokalne koordinate ladje znotraj 
pomičnega koordinatnega sistema so odvisne od trenutne pozicije robotske roke. Pozicijske vrednosti 
referenčnega objekta in ladje, ki si jih v komunikaciji izmenjujemo z robotom, se v programu 
interpretirajo kot razdalje med centralno točko okvira oz. njegovim koordinatnim izhodiščem in 
centralnimi težiščnimi točkami posameznih objektov znotraj sistema. Pomičnemu okviru je podrejena 
tudi kamera za pogled na navidezni svet, ki smo jo najprej hierarhično podredili ladji, z namenom, da 
bi ta sledila tudi premikom levo in desno. Kasneje smo, z vidika uporabniške izkušnje, v izogib 
morebitni nezbranosti pacientov zaradi hitrih premikov pogleda kamere, le-to pomaknili nivo višje, 
tako da sledi zgolj pomikom celotnega sistema v eni smeri. 




Pri razvoju tovrstnega načina delovanja smo morali odpraviti tudi razlike v koordinatnih sistemih 
robota in igre. Meje koordinatnega sistema robotske roke se namreč raztezajo med vrednostma -1.5 
in 1.5, medtem ko se koordinatni sistem pomičnega okvira v igri razteza na območju z mejami med  
-100 in 100. Pri pretvorbi podatkov iz enega prostora v drugega smo si pomagali z normalizacijsko 
formulo, ki smo jo zapisali spodaj, pri čemer smo staro vrednost  koordinate označili s spremenljivko 
x, staro pa z   ter mejne vrednosti starega in novega koordinatnega sistema s spremenljivkama max 
in min oz.            . 
 
    
                       
         
       
5 Testiranje in ugotovitve 
V praksi smo sistem preizkusili kot pilotni projekt brez vključevanja pacientov, saj bi morali za 
testiranje ob pomoči le-teh najprej pridobiti soglasje etične komisije. Proces testiranja smo  
načrtovali tako, da smo uporabo sistema od začetka do konca ponovili večkrat, pri čemer smo vsakič 
nekoliko spremenili parametre nastavitev in ob praktični uporabi spremljali delovanje programa v 
odnosu z robotsko roko ter si beležili morebitna opažanja, na podlagi katerih smo nato izvedli 
popravke in izboljšave. Testiranje sistema je prikazano na sliki 23. 
 




Ena izmed poglavitnih težav, ki smo jo zaznali v začetni fazi testiranj, je bilo nezvezno gibanje ladje 
glede na zvezno premikanje robotske ročice. Premiki ladje so bili v primeru hitrega spreminjanja 
pozicije robotske ročice precej nenaravni, kar je na zaslonu izgledalo kot sunkovit skok ladje iz 
začetne točke v končno, brez vmesnega premikanja po daljici med točkama. Problem smo odpravili z 
interpolacijskim postopkom vektorja, ki ob vsakem premiku med začetno in končno točko doda še 
končno število vmesnih točk, preko katerih ladja izvede premik. Na ta način smo en večji pomik 
razdelili na več manjših pomikov in dosegli zvezno gibanje igralčevega objekta oz. ladje. Ostalih večjih 
težav pri uporabi nismo zaznali, izvedli smo le nekaj manjših popravkov z vidika uporabniške izkušnje 
in kompleksnosti uporabe sistema. 
V zadnjem ciklu testiranj smo avtomatsko beležili tudi pozicijske vrednosti objektov in parametre, ki 
so se med igro prenašali med našim programom in robotsko roko. Te podatke smo nato uporabili pri 
izrisovanju grafov v okolju MATLAB, na podlagi katerih smo opravili primerjanja uporabnikovega 
obnašanja in uspešnosti v igri, v odvisnosti od nastavljenih parametrov.  
Prvi štirje grafi, ki so izrisani spodaj (slike 24, 25, 26 in 27), prikazujejo spreminjanje X koordinate 
gibanja referenčnega in igralčevega objekta (ladje) po času kot neodvisni spremenljivki. X koordinato 
smo izbrali z razlogom, ker so premiki v smeri levo-desno v igri precej bolj intenzivni od premikov, 
usmerjenih naprej-nazaj, zato so tudi grafi v tem primeru bolj nazorni. Z rdečo črto smo ponazorili 
gibanje ladje, medtem ko smo gibanje referenčnega objekta označili z modro prekinjeno črto. Pri 
vsakem postopku testiranja in izrisovanja smo spremenili stopnjo podpore in opazovali prileganje 
obeh grafov oz. odstopanja igralčevih premikov od idealne linije v odvisnosti od stopnje podpore. 
 




Slika 25: Graf primerjave gibanja x koordinate ladje in referenčnega objekta ob stopnji podpore 20% 
 




Slika 27: Graf primerjave gibanja x koordinate ladje in referenčnega objekta ob stopnji podpore 50% 
Na podlagi zgornjih štirih grafov lahko opazimo, da se z večanjem vrednosti stopnje podpore 
povečuje tudi natančnost sledenja igralčevega objekta (ladje) idealni liniji gibanja. Najbolj izrazite 
spremembe je mogoče opaziti na območju lokalnih maksimumov in minimumov grafov oz. ob 
spremembah smeri gibanja, ki predstavljajo skrajne točke oz. vrata na poligonu. Največja odstopanja 
lahko torej opazimo pri najmanjši stopnji podpore (10%), medtem ko so pri višji stopnji podpore (20% 
in 30%) ta manjša, v primeru, ko smo imeli stopnjo podpore nastavljeno na 50%, pa se grafa skoraj 
idealno prilegata.  Manjša odstopanja v tem primeru so posledica namernega premikanja ladje v 
napačni smeri, kjer smo skušali premagati silo avtomatskega premikanja ladje. Napravimo lahko 
sklep, da bi bil v primeru stopnje podpore, ki je večja od 50% , robot sposoben popolnoma 
avtonomnega igranja igre.  
Poleg pozicijskih podatkov smo med igranjem beležili tudi silo, s katero smo premikali robotsko roko. 
S primerjavo grafov premikanja X koordinate ladje in intenziteto sile premikanja robotske roke v 
smeri levo-desno po isti časovni skali (slika 28), smo opazovali, kolikšna sila je potrebna za opravljanje 
premikov določene razsežnosti. Ugotovitve iz opazovanja izrisanih grafov potrdijo našo hipotezo, v 
kateri smo predpostavili, da je za daljši premik oz. večje približanje skrajni legi poligona potrebno 




Slika 28: Povezava med gibanjem ladje in silo premikanja robotske ročice 
6 Zaključek 
V diplomski nalogi smo izdelali računalniški program, ki skupaj z robotsko roko tvori sistem za 
rehabilitacijo zgornjih okončin pri bolnikih z nevrološkimi poškodbami. Z izdelanim računalniškim 
programom smo želeli bolnike med rehabilitacijo motivirati ter jim hkrati zagotoviti učinkovitejše in 
hitrejše okrevanje. Obenem je bil namen izdelave sistema tudi razbremenitev terapevtovih nalog, saj 
sistem zagotavlja samodejno pomoč pri izvajanju premikov, pri čemer pa se nikoli ne utrudi. Na 
podlagi testiranj sistema smo ugotovili, da lahko ta v praksi uspešno zagotovi doseganje zastavljenih 
ciljev ter hkrati odprli še nekaj možnosti za nadaljnji razvoj sistema.   
V prihodnosti bi razvoj sistema lahko usmerili še na nekaj področij. V prvi vrsti se nam odpira 
možnost nadgradnje nudenja podpore bolniku do te mere, da bi se stopnja podpore med uporabo 
sistema glede na zaznane zmožnosti, trud in napredek pacienta adaptivno spreminjala. Denimo, da bi  
sistem na začetku uporabniku nudil konstantno stopnjo podpore. Sčasoma bi se ta v odvisnosti od 
uspešnosti bolnikove uporabe sistema ustrezno zmanjšala oz. povečala. Tovrstna funkcionalnost bi še 
dodatno razbremenila delo terapevtov, ki morajo še vedno ročno spremljati napredek bolnikov in 
hkrati prilagajati stopnjo podpore. Načine rehabilitacije, pri katerih bolnik določen čas izvaja 
določene gibe, so še vedno vnaprej predpisani s strani terapevta. Možna nadgradnja sistema bi bila 
tudi implementacija algoritmov, ki bi bili zmožni samodejne priprave tovrstnih programov na podlagi 
predhodno vnesenega znanja, ki bi se v prihodnosti dopolnjevalo s pomočjo umetne inteligence in 
strojnega učenja. 
Trenutno je naš sistem fizično precej velik, zato je njegova uporaba mogoča le na enem mestu. 
Posledično bi v prihodnosti sistem preobrazili v prenosno obliko, ter uporabo le-tega omogočili tudi 
na domu, način prikazovanja igre pa dopolnili s tehnologijo 360 stopinjskega pogleda z uporabo 
virtualnih očal.   
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