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Devices that enable video and audio media stored 
on a home computer to be viewed on a television 
located elsewhere in the house have achieved only 
marginal penetration into the home market. 
Interoperability between devices and software systems 
is seen as a barrier to broader adoption. Three main 
areas of concern: media library index sharing; 
network protocols; and media encoding were identified 
whilst developing server software to allow a third 
party device to access Microsoft Windows XP Media 
Center Edition functionality. This paper introduces a 
generic software infrastructure to facilitate multiple 
different devices to access media server functionality. 
The infrastructure comprises of a driver based 
interface to multimedia devices, a DirectShow based 
transcoder, and an interface to media library index. 





Over the past 5 years, a number of manufacturers 
have produced devices that enable video and audio 
media, stored on a home computer, to be viewed on a 
television located elsewhere in the house [0]. These 
networked multimedia devices have had varying levels 
of success in penetrating the home market. 
Interoperability, where consumers [1] expect media 
stored on one device to be accessible seamlessly and 
intuitively from any other networked device, is the 
main issue blocking the penetration of consumer 
networked multimedia devices into the domestic 
market. When this issue is not met, the technology is 
often seen by the consumer as being too complex or 
too difficult and results in slow down in the acceptance 
of this technology. 
This paper investigates the interoperability issues 
encountered through a specific scenario of enabling 
access to Microsoft Windows XP Media Center 
Edition (MCE) 2005 content from a third-party 
manufacturer’s device to further illustrate the general 
issues. Three main issues were encountered which lead 
to the development of a software infrastructure to 
allow interaction between computer based media 
storage and recording and consumer networked 
devices.  
In section 2, we discuss the issues that must be 
considered when connecting consumer media devices, 
with specific reference to the use of Windows Media 
Centre Edition (MCE) [2] as the consumer media 
network controller, and a KiSS Technologies DVD [3] 
player as the media network client.  In section 3 we 
discuss the problem of maintaining a media library that 
can be interpreted by each of the media network 
machines, and in section 4, the problem of transferring 
media content to thin client devices which generally 
have a limited range of media compatibility.  In section 
5, we discuss the choices a system designer must make 
when deciding on media formats to be used within the 
consumer media network and look at transcoder design 
with Microsoft’s DirectShow. Legal issues are 
examined in section 6, before some general 
conclusions are drawn in section 7. 
 
2. Interoperability Issues 
 
There are three major areas of difficulty in allowing 
consumer devices to interact with computer based 
media storage. 
Firstly, the desired media needs to be selected from 
a library of available media. Secondly, the device 
needs to receive the media data. Thirdly, this media 
data needs to be encoded in a fashion that the device 
understands. 
Our example scenario which allows a KiSS 
Technologies DP-500 network-enabled DVD player to 
access Microsoft Windows XP Media Center Edition 
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 Figure 1. Data-flow within the proposed software infrastructure 
 
2005 functionality encounters these issues. By 
enabling access to the media store, and in particular 
Recorded TV, we have extended the functionality of 
both the Media Center server and KiSS device to 
include the watching of recorded television throughout 
the home. 
MCE utilizes a library system for [4] the selection 
of media for playback; a protocol for allowing 
specially designed Media Center Extenders to access 
MCE functionality; and a unique codec (DVR-MS) for 
the storage of recorded TV.  All three of these issues 
needed to be overcome when the software was 
developed. 
MCE supports the transfer of media data to 
specially designed media devices, called Media Center 
Extenders. These Extenders support most of the 
functionality of MCE, and are required to present an 
interface to the end user that is similar to the interface 
provided by the MCE software. Whilst this solution 
could provide a way forward, it fails to address the 
issue of consumers who already own existing devices, 
or future devices with smaller functionality sets. Such 
devices often are significantly cheaper than their MCE 
counterparts, and lower cost should drive home 
adoption. 
As MCE itself utilizes Microsoft’s .NET and 
exports a number of APIs in that environment, our 
example system is implemented in C#. The design 
discussed below reflects this .NET bias, but can be 
easily ported to other environments. The diagram 
shown in Figure 1 illustrates the structure of our 
proposed generic software infrastructure for seamlessly 
supporting multiple third party devices using a media 
storage server. 
 
3. Media Library Access 
 
To enable the selection of media files, the consumer 
devices first need to access a list of available media 
stored on the server. Currently, each device 
manufacturer provides its own software for installation 
on the computer intended to act as a server. Inevitably 
each manufacturer’s software contains its own library 
index that does not synchronize with other 
manufacturers’ software or other library indexes 
already available on the computer. This leads to the 
undesirable situation of media being available to one 
system but not to another without manual intervention. 
The library facilities used need to be either in a 
common centralized format, or have the property of 
being able to easily and automatically synchronize 
between themselves. Currently this does not happen 
between software installed on the same machine, with 
each program trying to take over the duties of playing 
all media without loading existing library data. Given 
this level of incompatibility, remote devices have little 
chance of knowing the full list of media stored on a 
server. 
MCE uses the Windows Media Player 10 library 
functionality for its media index. The Library class 
implements a simple request to Windows Media Player 
10’s exposed API to retrieve a list of available media. 
This media set is sorted into a tree of music and video 
files indexed by varying methodologies.  
The dataset is exposed to the device driver via the 
IServer interface. This ensures that all media available 
within MCE is available to the device. 
With the addition further classes to interact with the 
libraries of other systems, like WinAmp or RealMedia, 
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Figure 2. LongCast to Device Driver Interface 
 
and classes to facilitate the automatic location of media 
files a full list of available media can be provided. 
Duplicate entries can be easily removed by filename 
matching. 
 
4. Media Data Transfer 
 
The media dataset needs to be transferred from the 
host computer to the consumer device in a method that 
the device understands. Most device manufacturers use 
their own protocol for streaming the media over the 
network. These protocols are incompatible and closed, 
and they are the main reason that manufacturers 
provide their own server software. 
Instead of developing an open protocol for device 
manufacturers to use (which is effectively what 
Microsoft has done with its Media Center Extender 
scheme), it is easier to develop a device driver system 
to support different media transfer protocols and levels 
of functionality. Each Device Driver contains three 
components that implement the interface between the 
system and the device. The DeviceFactory component 
receives messages that inform it when the driver is 
loaded and unloaded, so the driver can perform 
initialization routines, and start the DeviceServer. 
Typically the DeviceServer consists of a TCP or UDP 
socket in ‘listen’ mode waiting for incoming 
connections from the device. When such a connection 
is received it is passed to the DeviceClient for 
processing.  
Figure 2 shows the interactions between the system 
core and device driver. The system core exposes 
functionality for the DeviceClient class to utilize via 




+GetNewThread(out thread) : bool
+GetMediaLibrary(out media) : bool
+GetMediaFile(in filename, out stream) : bool




Figure 3. UML Diagram for Server to Device 
Driver Interface 
 
The core loads, unloads, and enumerates available 
device drivers via the IDevice interface implemented 






+GetSupportedCodecs(out codecArray) : bool





Figure 4. UML Diagram for Device Driver to 
Server Interface 
 
5. Media Data Format 
 
Media that is stored on the serving computer is 
potentially encoded in a wide variety formats. Most 
devices are only able to play media files encoded in a 
small subset of formats. This is a problem especially 
for video data, where a wide variety of competing 
codecs exist without one dominating standard. With 
the recent eruption of DRM-based audio codecs that 
are reducing the market share of MP3, this problem 
can only be expected to get worse for music files as 
well. 
No device is able to render every form of audio and 
video encoding that currently exists. In addition new 
algorithms, encoding methods, and storage systems are 
in development. DirectShow was developed by 
Microsoft to combat these issues, allowing their 
multimedia products, and third-party applications, to 
be continually given new capabilities. 
MCE can play any media file that it has access to a 
DirectShow decoder for. MCE also records TV using 
the DVR-MS format. The KiSS DP-500 device, like 
most third party devices, only supports a subset of the 
total codecs available to MCE, and importantly, not the 
DVR-MS format. 
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Figure 5. DirectShow graph for transcoding a DVR-MS file to MPEG2 
 
The transcoder leverages DirectShow’s 
functionality to create a graph capable of transforming 
media from the source format to a destination format 
acceptable to the device. There are a number of 
challenges involved in this process.  
First, the destination format needs to be streamable. 
As an example can be used a situation where the 
destination format requires data to be read from the end 
of the stream during the early stages of playback. This 
data would not be available until the entire stream has 
been transcoded. For a large video file this could take 
hours and creates a clearly unacceptable scenario. 
Second, the system needs to be responsive. Most 
third party devices wait at the most only a few seconds 
after the request for a file for the resulting data to be 
received, and throw an error when the above occurs. 
The transcoder must therefore be quick to initialize and 
begin processing data. 
Third, the transcoder needs to be robust. The 
underlying system needs to be able to cope with new 
media formats and unusual encoding methods found in 
a large collection of media files. 
DirectShow is an API that contains two main 
concepts. Firstly a DirectShow filter is a COM object 
that exports preset interfaces that allow DirectShow to 
interface with it. A filter falls into one of three 
categories. Source filters represent data sources, either 
hardware, software, or raw data from a file. These 
primarily have output pins only. Transform filters take 
data in and perform certain tasks on that data before 
passing it further down the graph. These filters have 
both input and output pins. Render filters take data in 
and display, save, or sink the data. They are the final 
stage of the graph and only have input pins. 
Secondly, a filter graph is a collection DirectShow 
filters that are connected, output pin to input pin, to 
perform an operation. Many small multimedia tools are 
merely wrappers around a DirectShow graph.  
The most innovative part of DirectShow is a feature 
called Intelligent Connect. Each pin on each filter 
contains information on what types of data it either 
emits or can take. When an instruction is passed to  
 
DirectShow to connect two pins, these data types are  
checked. If they are incompatible, DirectShow checks 
for one or more intermediate transform filters that can 
provide the necessary intermediate transformations. It 
then adds these filters to the graph and connects them 
in the right order. 
Figure 5 shows a DirectShow graph detailing the 
major filters used in transcoding video. The first step is 
to decode the input file into uncompressed audio and 
video data. This is achieved using Intelligent Connect 
to insert the correct decoding filters. The audio data is 
then passed through a MPEG Layer 3 encoder whilst 
video data is encoded using a MPEG-2 video encoder. 
Both data streams are multiplexed using a MPEG-2 
multiplexer which outputs a MPEG-2 file stream. 
The stream is pulled out of DirectShow and through 
the server software by using the SampleGrabber filter 
and interface. This filter passes every data block passed 
to it through a callback interface. The stream is then 
disposed of using a null render filter. 
MPEG-2 is chosen as the output data format as it is 
streamable. Data from the DirectShow graph can be 
immediately passed to the device. Issues still remain 
with both startup time and problems with connecting 
filters in a robust manner. 
 
6. Legal Issues 
 
There are potential severe legal issues with the 
software produced for the transcoder. The largest legal 
roadblock is the Inducing Copyright Infringement Act, 
commonly referred to as the INDUCE Act. This piece 
of legislation, as proposed by Senators Hatch and 
Orrin, is currently passing through Congress. The very 
act of providing technology that could be used in 
copyright infringement makes the provider equally 
liable to any infringement performed using the 
technology. This includes technology that has other 
legitimate purposes. 
The transcoder could, theoretically, be used for such 
purposes. These include transmitting live TV signal 
from a TV card, or DVD video data. 
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7. Conclusions 
 
This paper has considered the issues surrounding 
consumer networked multimedia devices and their 
barriers to widespread adoption in the home 
environment. We have discussed three areas of 
difficulty for the designer: media discovery and library 
indexing, incompatible protocols, and translation from 
unsupported media data formats. 
The proposed software infrastructure overcomes the 
fundamental problems of getting current and near-
future third-party devices to interoperate seamlessly 
with MCE or other media storage systems. Third-party 
manufacturers would not be required to revise existing 
designs, or make significant changes to their product 
line up, as most difficulties can be solved within the 
driver design.  
DirectShow provides a firm base from which a 
versatile transcoder can be created. However, there are 
issues of available processing power to perform the 
decoding and encoding steps without causing media 
performance degradation and synchronization issues. 
Lower end machines will not be able to handle the 
processing load, and will cause stutters and 
synchronization issues. 
Overall the design successfully provides a firm 
basis for the development of consumer media network 
integration solutions. Broader applications may include 
the support of handheld and mobile phone devices as 
destinations for digital media, and for the transfer of 
media streams from TV cards or Camcorders to other 
computers. 
However, all the technological progress in 
integration that could be gained from this system are 
overshadowed by the possible legal problems. Whilst 
the technology itself is not directly designed to infringe 
on Copyright protections, it may be possible to subvert 
the technology. 
 
8. Further Work 
 
The current design presumes a single centralized 
media store. The future development and proliferation 
of TiVo-like devices may cause this assumption to be 
invalid. A means of integrating remote media libraries 
and marshalling requests to multiple sources 
simultaneously needs to be developed. 
The transcoder needs more work to overcome 
stability issues. The number of possible combinations 
of encodings present in AVI files is large, and growing 
with each new codec released. The transcoder needs to 
handle problems better and more robustly. Speed and 
synchronization issues will improve as computing 
technology continues to follow Moore’s Law.  
Additionally, the current media dataset that is 
utilized by the core system and passed on to drivers 
should support better querying for subsets of data 
instead of only providing all the results in a pre-
designed tree. Support for SQL queries, via an 
ADO.NET interface in the specific case, is the next 
stage in development. 
Further work on this area is hampered by legal 
issues. Some of these can be mitigated by transmitting 
the data over the network in an encrypted fashion. 
Input types could also be limited during the transcoder 
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