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Name binding is a mechanism of associating a name with an entity in many formal systems including logic, 
programming languages, and mathematics. Name binding introduces a bound variable, which is a placeholder 
and will be replaced by a value in computations. For example, in the λ-calculus, a term λx. x y has a bound 
variable x and a free variable y, and the symbol λ binds x and x y is the scope of the binding. Applying λx. x y to 
λz. z leads to λz. z y. The same concept appears in logic where universal  and existential  quantifiers bound 
logic variables. Name binding is present in most of the modern programming languages such as arrow functions 
in JavaScript. In type theory, types are abstracted using the concept of name binding; where the abstracted types 
will be substituted with actual types to achieve parametric polymorphism. It is obvious that name binding is a 
fundamental concept in theory of programming languages of various paradigms, type systems, automated 
theorem proving and proof assistance systems.  
However, realizing such simple concept in an actual implementation is not simple. Applying λx.M to a term 
N, written as (λx.M) N, leads to a substitution M[x: =N] which means replacing all occurrences of x in M by N. 
A naïve substitution may lead to variable capture, which is that a free variable suddenly become a bound variable 
thus computations fail to produce correct results. For example, reducing (λx. λy. x y) y naively results in λy. y y 
where the original free y is captured by the inner binding. To have the correct result, the bound variable y must 
be renamed to (λx. λz. x z) y, then reduction produces λz. y z.  But knowing when to rename a bound variable 
requires significant extra formalizations and adds complexity to implementations. Such problem becomes even 
more prominent when dealing with formal systems with multiple abstractions in a rich syntax.             
 
2. Content  
The goal of this thesis is to develop a modeling technique of formal systems involving name binding, such as 
λ-calculus, in a modeling language called HyperLMNtal. In particular, the technique uses hypergraphs as terms 
and implements substitutions with rewrite rules which use graph types to ensure straightforward encodings. In 
existing techniques, we believe, users have to give up either readability of terms or simple definition of 
substitutions or simplicity of reasoning in the applied technique. Therefore, it is difficult to implement a formal 
system involving name binding as it is described in theory, which is the issue addressed in this thesis. This thesis 
presents a technique which allows us to implement formal systems involving name binding in a way close to 
theory. 
The idea is to use a general form of graph links called hyperlinks, links with multiple edges, to represent 
variables, graph nodes as constructors of the formal systems, and graph types to define substitutions. The 
technique is based on the simple notion of graph theory in which graph types ensure intuitive substitutions and 




intended meaning of name bindings in terms, and as a result, enforces a variable convention which exactly 
corresponds to Barendregt's variable convention assumed in theory. Another important point is that we propose 
to implement substitutions from a new perspective: taking advantage of α-renaming, which equates terms up to 
the renaming of bound variables, during substitutions; rewrite rules with graph types generate α-equivalent but 
non-identical terms of a term which is copied. Graph type hlground is extended for that purpose. We explain 
these by encoding strong reduction of the untyped λ-calculus and prove that the encoding is correct. 
To show the simplicity of our technique in practice, we encode a more complex formal system called System 
F-sub, a polymorphic λ-calculus with subtyping. The System F-sub is complex because it has two kinds of 
abstractions: term variable abstractions and type variable abstractions. We show representations of terms and 
types, implementations of its call-by-name evaluation and its type checking. By doing so, we claim that using 
our technique one can implement formal systems simply by following the steps of their definitions as described 
in theory. We conduct experiments to test this technique, execute both the encoding of the untyped λ-calculus 
and the encoding of System F-sub with benchmarks. 
Furthermore, we discuss a unification algorithm in this technique. Unification is an essential part of logic 
programming languages and proof systems. To show how to unify higher-order terms in this technique, we 
present a simple unification algorithm which unifies hypergraph represented λ-terms modulo α-equivalence. The 
algorithm acts like a first-order unification. Therefore, it is much simpler than higher-order unification. The 
algorithm is similar to nominal unification but the proofs of basic properties to establish the algorithm is much 
easier than the ones in the nominal unification. The reason for such simple proofs is because of the properties of 
hypergraph represented λ-terms ensured by the variable convention. We show the correctness of the algorithm, 
implement it in HyperLMNtal and test its implementation with a number of inputs. One point is that when 
implementing the algorithm, we use a refined graph type as explained below.  
When solving a unification problem, the algorithm generates substitutions of the form [X: =N], where X is 
an unknown variable and N is a term. For each [X: =N], the algorithm creates two copies [X: =N1] and [X: =N2], 
where N1 and N2 are syntactically identical. [X: =N1] will be added to the most general unifier and [X: =N2] will 
be applied to the unsolved equations of the unification problem. However, we discovered that during 
substitutions, rewrite rules removing N2, identified by the extended graph type hlground, also remove N1 thus 
loses a part of the unifier. That is because the subgraph identified by the hlground is N2 and N1 instead of just N2. 
The extended hlground worked well for the encodings. However, it is revealed that the correspondence between 
a term and its hypergraph representation is not ensured in the implementation of the unification algorithm. We 
examine the semantics of links in regard to graph types in HyperLMNtal, refine the extended hlground used in 
previous encodings, test its implementation and use it to implement the unification algorithm.       
 
3. Structure of the Thesis 
This thesis is organized as follows. Chapter 1 explains name binding and its difficulties in implementations, 





involving name bindings and proposes a hypergraph-based technique of modeling such formal systems. Chapter 
2 introduces hypergraphs, rewrite rules and graph types of HyperLMNtal. Chapter 3 presents the 
hypergraph-based technique by encoding the untyped λ-calculus and proves that the encoding is correct. Chapter 
4 is a case study which encodes System F-sub: representations of its terms and types, implementations of its 
evaluation and type checking. Chapter 5 is about the implementation of the extended hlground used in the 
previous two chapters. We present the results of executing the encodings of the untyped λ-calculus and System 
F-sub in HyperLMNtal. Chapter 6 formalizes a unification algorithm for hypergraphs representing untyped 
λ-terms in Chapter 3, proves the correctness of the algorithm and gives several examples. Chapter 7 revisits 
HyperLMNtal graph types, refines the extended hlground, and conducts experiments on its implementation. 
Chapter 8 reviews some programming languages based on the existing techniques of name binding and makes 
comparison. Chapter 9 concludes this thesis and indicates possible future work.                     
    
4. Conclusion  
This thesis is a result of two closely related work; modeling of formal systems involving name binding using 
hypergraph-based technique and enriching the HyperLMNtal language by extending its graph types and studying 
its applications. Two important points of the former are the following. First, it confirms that implementing 
α-renaming properly takes away all the complexity of name binding in its implementation. Second, it concludes 
that ensuring Barendregt's variable convention in terms greatly simplifies reasoning about the formal systems 
involving name binding in practice as well. The latter indicates that hypergraphs, hypergraphs rewriting and 
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