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Seznam uporabljenih kratic 
1-Wire Komunikacijsko vodilo za komunikacijo med napravami 
preko enega samega signala, ki ga je razvilo podjetje Dallas 
Semiconductor Corp. 
ADP Analogno-digitalni pretvornik 
API Aplikacijski programski vmesnik (angl. Application 
Programming Interface) 
ARM Advanced RISC Machines (ime podjetja) 
Bluetooth Brezžična tehnologija za varno povezovanje različnih 
digitalnih elektronskih naprav na razdalji nekaj metrov 
CE Znak za ustreznost evropskim standardom (fr. Conformité 
Européenne) 
DAC Digitalno-analogni pretvornik (angl. Digital Analog 
Converter) 
DMA Enota za neposredni dostop do spomina (angl. Direct Memory 
Access) 
ETHERNET Skupina računalniških mrežnih tehnologij za povezovanje 
naprav v lokalno mrežo po standardu IEEE 802.3 
FAT32 32-bitna različica datotečnega sistema, ki temelji na tabeli za 
dodeljevanje datotek (angl. File Allocation Table) 
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FIFO Vrsta podatkovne strukture, pri kateri podatki v istem vrstnem 
redu vanjo vstopajo in izstopajo (angl. First In First Out) 
FLASH Bliskovni pomnilnik 
GDI Vmesnik za grafične naprave (angl. Graphics Device 
Interface) 
GPS Globalni pozicijski sistem (angl. Global Positioning System) 
I2C Serijsko podatkovno vodilo za prenos podatkov med 
integriranimi čipi (angl. Inter-Integrated Circuit) 
IEEPROM Interni električno izbrisljivi, programabilni bralni pomnilnik 
(angl. Internal Electricaly Erasable Programmable Read-Only 
Memory) 
LCD Tehnologija zaslona z uporabo tekočih kristalov (angl. Liquid 
Crystal Display) 
MDK Mikrokrmilniški razvojni kit (angl. Microcontroller 
Development Kit) 
MMU Enota za upravljanje pomnilnika (angl. Memory Management 
Unit) 
PWM Pulzno-širinska modulacija (angl. Pulse-Width Modulation) 
RTC Ura, ki teče v realnem času (angl. Real Time Clock) 
RTOS Operacijski sistem, ki teče v realnem času (angl. Real Time 
Operating System) 
SD Varna spominska kartica (angl. Secure Digital) 
SDRAM Sinhroni dinamični pomnilnik z direktnim dostopom (angl. 
Synchronous Dynamic Random-Access Memory) 
SPI Serijsko vodilo za povezovanje perifernih naprav (angl. Serial 
Peripheral Interface Bus) 
Seznam uporabljenih kratic 13 
 
SPIFI Vmesnik SPI do bliskovnega spomina (angl. SPI Flash 
Interface) 
TCP/IP Najpomembnejši sklad protokolov za internetno komunikacijo 
(angl. Transmission Control Protocol/Internet Protocol) 
TFT Tehnologija LCD-zaslona, ki uporablja tranzistorje s tankim 
filmom (angl. Thin Film Transistor) 
UART Univerzalni asinhroni sprejemnik in oddajnik (angl. Universal 
Asynchronous Receiver-Transmitter) 





Za uspešno in pravočasno opravljeno delo sta potrebni dve stvari: znanje in 
kakovostna orodja. Pri razvoju vgrajene programske opreme se razvijalci pogosto 
soočajo s pomanjkljivimi orodji. Pomanjkljivost je toliko bolj očitna pri primerjavi 
razvoja programske opreme na vgrajenih sistemih na eni strani in na osebnem 
računalniku na drugi strani. Magistrsko delo obravnava razvoj programske opreme za 
vgrajene sisteme s pomočjo modernih orodij, ki so na voljo za razvoj programske 
opreme na osebnem računalniku. Konkretno prikazuje transformacijo izvorne kode, 
pisane za Metrelove merilne inštrumente, v izvorno kodo, ki se lahko izvaja ali 
simulira na osebnem računalniku v okolju Microsoft Windows. Razloži uporabljene 
metode in opozarja, na kaj je treba biti previden pri pisanju kode, ki se izvaja na dveh 
različnih arhitekturah. Rezultat magistrskega dela je programska knjižnica, namenjena 
simuliranju okolja vgrajenih sistemov. Omogoča razvoj programske opreme za 
mikrokrmilnike z arhitekturo ARM Cortex-M4 in ARM7TDMI-S na osebnem 
računalniku z najnovejšimi prevajalniki, razhroščevalniki in integriranimi 
programskimi razvojnimi okolji, ki so na voljo na trgu. Večina razvoja in testiranja se 
lahko opravi brez ciljne strojne opreme. Razvijalec lahko kadarkoli preveri obnašanje 
aplikacije na ciljnem sistemu enostavno tako, da jo prevede s ciljnim prevajalnikom in 
jo naloži na ciljni sistem. 
 
 
Ključne besede: simulacija naprav, vgrajena programska oprema, C/C++, 





Succsessful and timely work requires two things: knowledge and quality tools. 
When developing embedded software, developers are often faced with tools which are 
lacking. These shortcomings become much more apparent when comparing the 
software development on an embedded system to development on a personal 
computer. This master thesis addresses software development of embedded systems 
with the help of modern tools available for software development on a personal 
computer. It shows the concrete transformation of source code for Metrel instruments 
into a source code that can be run or simulated on a personal computer running 
Microsoft Windows operating system. It also explains the methods used and alerts to 
potential problems which might arise when writing code for two different 
architectures. The result of the master thesis is a software library for simulating an 
embedded systems environment. Enabling software development for  ARM Cortex-
M4 and ARM7TDMI-S familly of microcontrollers on a personal computer using the 
latest compilers, debuggers and intergrated development environments that are 
available on the market. Most of the development and testing can be achieved without 
hardware. The developer can, at any time, verify the application's behaviour on the 
target system simply by recompiling the application with the target compiler and 
uploading it to the target system. 
 
 







Programiranje vgrajenih sistemov je bilo vedno težje kot programiranje osebnih 
računalnikov. Na vsakem koraku se pojavljajo ovire, ki jih večina razvijalcev 
programske opreme za osebne računalnike ne občuti. Verjetno ga ni razvijalca 
vgrajenih sistemov, ki si ne bi želel, da bi imel njegov mikrokrmilnik več računske 
moči, večjo količino dinamičnega in statičnega spomina, spodobnejši operacijski 
sistem, boljši prevajalnik, povezovalnik, razhroščevalnik, boljše programsko razvojno 
orodje itd. Nekatere od teh naštetih stvari, kot sta računska moč in pomnilnik, so 
pravzaprav del definicije vgrajenih sistemov, medtem ko za ostala orodja, kot so 
prevajalnik, razhroščevalnik ali pa razvojno orodje, ni tehničnih razlogov, zakaj niso 
podobnejša modernejšim razvojnim orodjem za osebne računalnike, kot je to npr. 
Microsoft Visual Studio [1]. 
 
Podjetje Metrel, d. d., razvija kompleksne in zahtevne merilne inštrumente, 
zaradi tega morajo biti  razvojna orodja kakovostna, zmogljiva in zanesljiva. Trenutna 
generacija inštrumentov temelji na družinah mikrokrmilnikov ARM7TDMI-S [2] in 
ARM Cortex-M4 [3] proizvajalca NXP. Glavno programsko razvojno orodje, 
namenjeno obema družinama mikrokrmilnikov, je uVision (Slika 1.1) proizvajalca 
Keil [4]. To orodje omogoča pisanje, urejanje, prevajanje programske kode in 
prenašanje prevedene kode na mikrokrmilnik ter hkrati tudi njeno razhroščevanje. 
Poleg naštetega se uporablja še Keilov operacijski sistem in njegova t. i. knjižnica 
MDK [5], ki nudi podporo za USB-povezljivost, mrežno povezljivost, datotečni sistem 
FAT32 in še marsikaj drugega. Iz opisanega je razvidno, da je orodje obsežno, saj 
vsebuje in podpira veliko funkcionalnosti. In vendar je delo s takim razvojnim orodjem 
lahko še vedno precej naporno. Ko projekt enkrat zraste do velikih razsežnosti, 
postanejo časi prevajanja in nalaganja na ciljni sistem zelo dolgi. Izkušnje kažejo, da 
lahko na nekem povprečnem osebnem računalniku to traja tudi 10 minut ali več. V 
praksi to pomeni, da ko se v večjem projektu naredi nekaj popravkov, od trenutka, ko 
se sproži prevajanje kode in opravi njen prenos na ciljni sistem, do trenutka, ko se 
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prevedena koda začne izvajati, lahko mine več kot 10 minut. Tak način dela zelo 
podaljša razvojni cikel. Vsekakor si pri takem delu razvijalci ne želimo privoščiti 
preveč napak, ker nas stanejo veliko časa.  
 
 
Slika 1.1: Keil uVision 
 
 
Slika 1.2: Microsoft Visual Studio 
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Naslednji večji problem pri delu z vgrajenimi sistemi je razhroščevanje kode. 
Obe družini mikrokmilnikov, tako ARM7TDMI-S kot Cortex-M4, imata omejeno 
število prekinitvenih točk. Vizualizacija stanja ob prekinitvi je veliko primitivnejša v 
primerjavi s tisto v razvojnem orodju Visual Studio (Slika 1.2). Prav tako si je še vedno 
treba pomagati z izpisovanjem na terminal. 
 
Zaradi izkušenj pri razvijanju programske opreme osebnih računalnikov na 
operacijskem sistemu Microsoft Windows z integriranim razvojnim orodjem Visual 
Studio, smo vedeli, da obstaja boljši način. Naša želja je bila, da bi se čim večji del 
vgrajene programske opreme razvijal na način, kot se razvija navadna programska 
oprema za osebne računalnike. Zaradi tega smo razvili simulacijsko programsko 






1.1 Razvoj programske opreme 
 Razvoj vgrajene programske opreme za nov inštrument tipično poteka v dveh 
fazah. V 1. fazi, ki se imenuje oživljanje strojne opreme, se preveri, ali strojna oprema 
deluje, in se zanjo hkrati napišejo potrebni gonilniki. V 2. fazi se razvija aplikacijski 
del programske opreme. To je pisanje uporabniških vmesnikov in merilnih metod. 
Prva faza je tesno povezana s strojno opremo in posledično so na strojno opremo 
vezana tudi razvojna orodja. Zaradi tega se razvojnih aktivnosti iz 1. faze žal ni možno 
lotiti na način, kot bi se jih lotili, če bi razvijali programsko opremo za osebni 
računalnik. Na srečo je 1. faza veliko krajša od 2. faze in predstavlja manjši del celega 
razvoja. Izkazalo se je in to bo v nadaljevanju magistrskega dela tudi pokazano, da se 
da razvoj aplikacijskega dela iz 2. faze zelo dobro simulirati na osebnem računalniku. 
Seveda je treba na začetku vložiti kar nekaj časa v postavitev sistema in v spremembe 
obstoječe kode, da postane primerna za prevajanje in izvajanje na eni ter drugi strojni 
opremi.  
 
Najbolj kritične so naslednje točke: 
 
1. Abstrakcija strojne opreme 
 
Glavni namen mikrokrmilnikov v vgrajenih sistemih je krmiljenje in 
upravljanje strojne opreme. Strojna oprema lahko nastopa kot periferija 
samega mikrokrmilnika ali pa je dostopna mikrokrmilniku preko 
podatkovnih vodil, ki so mu na voljo. Osebni računalniki te strojne opreme 
nimajo, zato jo je treba simulirati. 
 
2. Operacijski sistem 
 
Kot je bilo že omenjeno, v Metrelu v inštrumentih uporabljamo Keilov 
RTOS [6], ki je seveda pisan namensko za sisteme z omejenimi sredstvi. Na 
osebnih računalnikih uporabljamo operacijski sistem Microsoft Windows, ki 
ni bil nikoli delan z mislijo, da bi moral izvajati opravila in aplikacije v 
realnem času. Naša naloga je bila ugotoviti, kako premostiti razliko med 








Po eni strani povezljivost že spada v področje strojne opreme, po drugi strani 
pa je tako zelo bistvena za vgrajene sisteme, da si zasluži poglavje zase. 
Namreč samo preko komunikacijskih vmesnikov je možno dobiti vse 
podatke z naših inštrumentov. Zato je pomembno, da je simulacija 
komunikacijskih vmesnikov na osebnem računalniku kakovostna. 
 
4. Datotečni sistem 
 
Na inštrumentih, kjer je potreba po zapisovanju podatkov na zunanji medij, 
kot je to npr. kartica SD, se uporablja prilagojena odprtokodna knjižnica 
FatFS [7], katere vmesnik se nekoliko razlikuje od tistega, ki ga nudi 
operacijski sistem Windows za dostop do datotečnega sistema. Za končnega 
uporabnika so podatki, posneti z inštrumentom, ključnega pomena. 
Zanesljivost delovanja je za nas prioriteta in tukaj nam je operacijski sistem 
Windows s svojim dobro preizkušenim datotečnim sistemom v veliko 
pomoč. Namreč, če pri istih vhodnih podatkih na inštrumentu in njegovi 
simulaciji na osebnem računalniku pride do razlike pri zapisu rezultatov, je 
to lahko dober znak, da se je nekje v sistemu pojavila napaka. 
 
5. Uporabniški vmesnik 
 
Največji napredek pri razvoju vgrajene programske opreme pri prehodu na 
njeno simuliranje na osebnem računalniku je bil ravno pri uporabniškem 
vmesniku. Simuliranje je drastično pospešilo razvojne iteracije. Pojavila se 
je možnost delanja majhnih sprememb v izvorni kodi, kot je npr. sprememba 
barve pisave na zaslonu, z možnostjo hitrega preverjanja rezultatov kar na 
računalniku. Uporabniški vmesnik na inštrumentu je po navadi sestavljen iz 
tipk in LCD-prikazovalnika ter pri novejših inštrumentih še iz 
prikazovalnika, občutljivega na dotik. Na osebnem računalniku so na voljo 
tipkovnica, LCD-prikazovalnik z visoko ločljivostjo in miška. Z nekaj truda 
je možno simulirati inštrumentov uporabniški vmesnik s prej naštetimi 









2 Pisanje prenosljive kode 
V programskem jeziku C/C++ obstaja več tehnik pisanja prenosljive kode med 
različnimi ciljnimi sistemi. V splošnem so različni sistemi lahko mišljeni kot sistemi z 
isto arhitekturo in različnimi operacijskimi sistemi ali z istim operacijskim sistemom 
in različnimi arhitekturami ali različnimi operacijskimi sistemi in različnimi 
arhitekturami.  
 
V našem primeru, kjer želimo simulirati aplikacijo, pisano za vgrajen sistem, na 
osebnem računalniku, imamo na voljo dve zelo različni mikroprocesorski arhitekturi. 
Novejša generacija naših inštrumentov ima NXP-jeve 32-bitne dvojedrne 
mikrokrmilnike Cortex-M4 s frekvenco ure do 204 MHz, ki imajo do 1 MB internega 
statičnega spomina in do 136 kB internega dinamičnega spomina z možnostjo zunanje 
razširitve obeh spominov. Na mikrokrmilniku teče operacijski sistem Keil RTX [8], ki 
je posebej pisan za arhitekturi ARM7TDMI-S in Cortex-M. Njegove glavne 
značilnosti so izvajanje v realnem času, podpora za večopravilnost, prioritetni 
razvrščevalnik in podpora mehanizmom za signalizacijo ter sinhronizacijo.  
 
Mikroprocesorji v osebnih računalnikih temeljijo na Intelovi arhitekturi x86. 
Danes so praktično vsi 64-bitni s podporo za 32-bitne programe. Z vidika 
mikrokrmilnikov v vgrajenih sistemih imajo osebni računalniki praktično neomejeno 
količino spomina. Delovne frekvence so za red velikosti večje. Dosegajo lahko nekaj 
GHz. Zaradi enote MMU lahko poganjajo sodobne operacijske sisteme, kot sta 
Windows ali Linux. Glavna razlika med operacijskima sistemoma Windows in RTX 
je, poleg podprte funkcionalnosti, v sposobnosti delovanja v realnem času. Klasični 
namizni operacijski sistem Windows ne podpira izvajanja aplikacij v realnem času.  
 
Obstaja več načinov pisanja prenosljive izvorne kode. Najpogosteje se uporablja 
makro ukaze, preusmeritvene datoteke (angl. Retarget file) in abstrakcije. Medtem, ko 
so makro ukazi in preusmeritvene datoteke bolj specifične rešitve na nivoju okolja 
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C/C++, je abstrakcija na drugi strani bolj sistemska rešitev. Ne glede na to ali želimo 
imeti izvorno kodo prenosljivo ali ne, postane z uporabo abstrakcije lepše organizirana 
in bolj razumljiva ter lažje prilagodljiva na spremembe. Pri razvoju simulatorja smo 
uporabili vse tri naštete načine pisanja prenosljive kode. 
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2.1 Makro ukazi 
V okolju C/C++ so makro ukazi v osnovi majhni programi, ki jih prevajalnik 
izvaja med prevajanjem izvorne kode. Rezultat evaluacije makro ukazov je nova 
izvorna koda, ki jo nato prevajalnik prevede skupaj z obstoječo izvorno kodo. Poseben 
program, ki se imenuje predprocesor [9], pred prevajanjem v izvorni kodi zamenja vse 













Primer 2.1 prikazuje pogosto uporabo makro ukaza v realnem svetu. Povsod, 
kjer se v kodi pojavi MAX(a, b), ga predprocesor pred prevajanjem zamenja v obliko 
(((a) > (b)) ? (a) : (b)), kjer sta a in b poljubna parametra. Predprocesor operira na 
nivoju teksta in ne razume vsebine. Teoretično je lahko eden od parametrov beseda, 
drugi številka in predprocesor vseeno ne bo javil napake. Napako pa bi seveda javil 
prevajalnik, ker ne bi znal narediti zahtevane primerjave. Vesten bralec bo verjetno 
opazil, da je pri definiciji makro ukaza uporabljenih več oklepajev, kot bi jih 
potrebovali, če bi pisali isto izvorno kodo brez makro ukaza. To je zopet zato, ker 
predprocesor deluje na nivoju teksta in ni nujno, da sta parametra a in b le preprosti 
številčni konstanti, lahko sta tudi kompleksna izraza. 
 
Obstaja več vrst makro ukazov. Tukaj bo predstavljenih le nekaj 
najpomembnejših, uporabljenih v simulatorju. 
 
  
#define MAX(a, b) (((a) > (b)) ? (a) : (b)) 
 
int result = MAX(5,10); 
 
// Ko predprocesor opravi svoje delo, 
// je rezultat sledeč: 
// 
// int result = (((5) > (10)) ? (5) : (10)); 
Primer 2.1: Preprosti makro ukaz v realnem svetu 
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2.1.1 Vključevanje datotek 
Z makro ukazom #include se v izvorno kodo vključi zunanjo datoteko, ki pri 
prevajanju postane del datoteke, v katero je bila vključena. Datoteko, ki jo želimo 
vključiti, obdamo bodisi z dvojnimi narekovaji bodisi s poševnimi oklepaji. V prvem 
primeru bo prevajalnik iskal datoteko, ki jo želimo vključiti v istem direktoriju, kjer je 
izvorna datoteka. V drugem primeru pa bo datoteko, ki jo želimo vključiti, iskal v 
prevajalnikovih standardnih poteh.  
 
Vključevanje datotek v izvorno kodo lahko pomaga pri skrivanju različnosti v 
izvorni kodi, pri čemer se ohrani aplikacijski programski vmesnik. Predvsem pa nam 


















Primer 2.2 lepo prikazuje prej omenjeno modularnost. V datoteki mymath.h je 
definirana konstanta PI in z malo domišljije si ni težko predstavljati, da je takih 
konstant še mnogo. Pomembno je, da so konstante definirane samo enkrat in na enem 
mestu. Tako so tudi vse spremembe omejene na samo eno datoteko. Če se vklopi 
zastavica USE_PRECISE_VALUES, se sprememba avtomatsko pozna pri vseh 
izvornih datotekah, ki vključujejo datoteko mymath.h. 
 
  
// Datoteka mymath.h 
#ifdef USE_PRECISE_VALUES 
 #define PI 3,1415926536 
#else 




// Datoteka main.c 
#include <stdio.h> // Nahaja se v poti prevajalnika 




 printf("PI = %f", PI); 
 return 0; 
} 
Primer 2.2: Vključevanje datotek 
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2.1.2 Pogojno prevajanje 
Poleg vključevanja datotek je pogojno prevajanje najbolj pogosto uporabljena 
skupina makro ukazov v okolju C/C++. Sestavljajo jo naslednji makro ukazi: #if, 
#ifdef, #ifndef, #else, #elif in #endif. V osnovi so to statični pogojni stavki, ki se 
obnašajo podobno kot klasični if-else stavki v kodi C/C++, s to razliko, da se makro 
ukazi izvedejo ob prevajanju izvorne kode in ne med samim delovanjem programa. S 
pogojnim prevajanjem vplivamo na to, kateri del kode se bo prevajal in kateri ne. To 
pride pogosto zelo prav predvsem v dveh primerih. Prvi tak primer je, ko se želi 
določen algoritem v nekaterih delih nekoliko spremeniti brez nepotrebnega podvajanja 


















Drugi tak primer nastane pri pisanju prenosljive kode. Večina tako imenovane 
poslovne logike je neodvisne od sistema, na katerem teče aplikacija. Obstajajo 
določeni koščki kode na robovih aplikacije, ki sodelujejo s sistemom in so zato z njim 








samples = GetSamples(); 
 
// Lahko se uporabi eno ali drugo pot. 





 spectrum = CalculateFFT(samples); 
#else 





Primer 2.3: Pogojno prevajanje 











2.1.3 Opozorila in napake 
Če pri pisanju kode naredimo napako, jo seveda želimo čimprej najti in 
odpraviti. Pri pisanju pravilne kode zelo pomaga prevajalnik s svojimi opozorili in 
izpisi napak. Na voljo sta tudi dva makro ukaza #error in #warning, ki omogočata 
sporočanje napak in opozoril že med prevajanjem. Z makro ukazom #error 
prevajalniku signaliziramo napako, ki zato zaključi s prevajanjem. Izpiše se poljubno 
sporočilu za lažjo diagnostiko problema. Z makro ukazom #warning prevajalniku 
signaliziramo opozorilo, ki pa ni zadostni razlog za prekinitev prevajanja. Prevajalnik 
v tem primeru samo izpiše poljubno sporočilo, ki nam nekaj pomeni. Uporabo obeh 


















// Unix sistemi zaključujejo vrstice na 
// drugačen način kot to počnejo Windowsi. 
#ifdef __unix__ 
 #define LINE_ENDING ("\n") 
#elif defined _WIN32  
 #define LINE_ENDING ("\r\n") 
#endif 
 
// Ta del kode se ne spremeni. 
while(line = GetLine(lines)) 
{ 
 RemoveSubstring(line, LINE_ENDING); 
} 
Primer 2.4: Prenosljiva izvorna koda s pomočjo pogojnega prevajanja 
// V datoteki config.h lahko nastavimo velikost sklada. 
// Če se zmotimo in nastavimo napačno vrednost, nas  bo 
// prevajalnik opozoril in ustavil prevajanje. 
#define STACK_SIZE 128 
 
#if (STACK_SIZE < 512) 
 #error "Please increase stack size. Minimun is 512 bytes." 
#endif 
 
// Prevajalnik nas bo avtomatsko opozoril,  
// če bo vklopljena zastavica ENABLE_TRACE. 
#ifdef ENABLE_TRACE 
 #warning "Trace enabled!" 
#endif 
Primer 2.5: Opozarjanje na napake 
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2.1.4 Posebna direktiva 
Makro ukaz #pragma je poseben ukaz, s katerim prevajalnik krmilimo. Od 
drugih makro ukazov se razlikuje v tem, da ne dela transformacij teksta iz ene oblike 
v drugo. Obnaša se kot aplikacijski vmesnik do prevajalnika in tudi povezovalnika. 
Zaradi tega ima vsak prevajalnik svoje ukaze #pragma, ki niso kompatibilni z ostalimi 















#pragma arm section code = "IRAM_CODE" 
 
// Povezovalnik bo naložil to kodo v poseben 
// del internega spomina, do katerega ima 







#pragma arm section code 
Primer 2.6: Uporaba posebne direktive 
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2.2 Preusmeritvena datoteka 
Prevajalnik C/C++ pretvori posamezne izvorne datoteke v objektne datoteke, za 
kar ne potrebuje definicije za vsako funkcijo, ki nastopa v izvorni datoteki. Zadostuje 
mu njena deklaracija, saj iz podpisa funkcije dobi zadosti informacij za generacijo 
objektnih datotek. Ta lastnost omogoča, da se del funkcij, ki jih izvorna koda iz 
knjižnice kliče, definira šele v aplikaciji, ki knjižnico uporablja. Take funkcije so po 
navadi zbrane v datoteki, ki se imenuje preusmeritvena datoteka. Funkcije, ki so dobre 
kandidatke za prenos v preusmeritveno datoteko, so tiste, ki so vezane na specifiko 
neke platforme, npr. funkcija, ki pošlje podatek na serijska vrata mikrokrmilnika, se 
izvedbeno razlikuje od funkcije, ki opravlja isto delo na osebnem računalniku, a hkrati 

























// V datoteki retarget.c 
// Funkciji izvedeta pošiljanje in branje znakov preko 
// serijske povezave na NXP LPC4357 mikrokrmilniku. 
// Funkciji sta že definirani stdio knjižnici.  
// Z ponovno definicijo v retarget.c prepišemo 
// originalni izvedbi. 
 
int sendchar (int ch) 
{ 
 while (!(LPC_USART3->LSR & LSR_THRE)); 
 LPC_USART3->THR = ch;  
 return ch; 
} 
 
int getkey (void) 
{   









 // Printf interno uporablja funkciji sendchar in getkey za  
 // pošiljanje znakov. Povezovalnik po končanem prevajanju  
 // kode asociira simbola sendchar in getkey s ponovno  
 // definiranima funkcijama v retarget.c. 
 printf("Pozdrav od LPC4357.") 
 return 0; 
} 
Primer 2.7: Preusmeritvena datoteka 
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Primer 2.7 prikazuje zelo pogost primer uporabe preusmeritvene datoteke v 
vgrajenih sistemih. Funkcija printf je del standardne knjižnice v jeziku C. Njena naloga 
je izpis teksta. Medtem ko je na osebnem računalniku samoumevno, da se bo izpis 
izvršil v konzolo, za vgrajene sisteme to ne velja. Kako naj namreč knjižnica ve, kaj 
naj bi bil standardni izhod v vgrajenem sistemu, ki je izdelan po meri? Zato 
proizvajalci prevajalnikov za vgrajene sisteme prilagodijo funkcijo printf tako, da 
lahko uporabnik sam določi standardni izhod preko dobro definiranega vmesnika. 
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2.3 Abstrakcija 
Včasih sta si vmesnika (podpisi funkcij) za določeno funkcionalnost na eni in 
drugi strani tako različna, da je težko kateregakoli od njiju prilagoditi na drugega. Taka 
situacija se je pojavila npr. pri datotečnem sistemu. Med razvojem inštrumenta smo 
preizkušali dve knjižnici za delo z datotekami: prilagojeno odprtokodno knjižnico 
FatFS in knjižnico Keil RL-FlashFS, ki imata zelo različna vmesnika ter različne 
podatkovne strukture. V simulatorju smo za dostop do datotečnega sistema uporabili 
funkcije Windows API, ki se zopet precej razlikujejo od obeh knjižnic za vgrajene 
sisteme. V tem primeru se je kot najboljša rešitev izkazalo sledeče. Naredili smo novo 
abstrakcijo funkcionalnosti datotečnega sistema z novim vmesnikom, ki ga uporabljata 
obe arhitekturi. Pri tem pristopu se arhitekturne razlike še vedno rešujejo s pomočjo 
makro ukazov in preusmeritvenih datotek. Zaradi tega je koda dosti bolj ortogonalna 

















Primer 2.8 prikazuje način pisanja kode z uporabo abstrakcije. Izvorna koda 
postane kratka in lahko berljiva ter enostavno razširljiva. Vsa specifika je umaknjena 
v svojo datoteko. Višjenivojska koda je dobro izolirana od nižjenivojske kode, zato je 




// V adc.h in adc.c so skrite razlike med platformami. 
// V višje nivojska koda se ne spreminja ob dodajanju novih 













Primer 2.8: Koda, pisana z abstrakcijo 
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Čisto nasprotje taki kodi prikazuje primer 2.9, ki prikazuje način pisanja kode 
brez uporabe abstrakcije. Na ta način pisana izvorna koda hitro postane nepregledna, 
težko berljiva in predvsem neprimerna za dolgoročno vzdrževanje in morebitne 



































 #include "Windows.h" 
#elif HW5 
    #include "Adc7656.h" 
#elif HW6 





 #ifdef PCSIM 
  FILE * file; 
   
  file = OpenSamplesFile(); 
 #elif HW5 
      Adc7656Init(); 
 #elif HW6 
  Ads1278Init(); 
 #endif 
  
 short samples[64]; 
  
 #ifdef PCSIM 
  ReadSamples(file, samples); 
 #elif HW5 
      Adc7656Read(samples); 
 #elif HW6 





Primer 2.9: Pisanje kode brez uporabe abstrakcije 
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Žal v jeziku C veliko možnosti za abstrakcijo ne obstaja, ker je jezik precej 
nizkonivojski [10]. Vendar konstrukti, ki jih ima za izražanje abstrakcij, zadostujejo 
za pisanje primerne izvorne kode tako za inštrument kot za simulator. Omenimo le 




Predstavlja strukturo, ki je uporabniško definiran podatkovni tip, ki združuje 
poljubno kombinacijo vrednosti različnih podatkovnih tipov. Struktura lahko 




Obnaša se kot neke vrste nadomestni ukaz. Poljubnemu podatkovnemu tipu 
priredi drugo ime in na ta način skrije dejanski tip podatka, zato se ob 
morebitni zamenjavi podatkovnega tipa ohranijo API-ji. Primer 2.10 














3. Objektne datoteke 
 
Jezik C omogoča prevajanje izvorne kode v samostojne enote, imenovane 
objektne datoteke, ki lahko služijo kot vrsta preproste abstrakcije. To je 
pravzaprav princip delovanja preusmeritvenih datotek. 
 
typedef int NUMBER; 
 
// Če zgornjo vrstico kode nekoč zamenjano 
// s spodnjo. 
 
//typedef float NUMBER; 
 
// Ostane sledeča izvorna koda nespremenjena. 
 
NUMBER k = GetCoefficient(); 
NUMBER c = GetBase(); 
NUMBER r = MultiplyNumbers(k, c); 
Primer 2.10: Definicija novega tipa 
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Veliko več možnosti za izražanje, kombiniranje in zlaganje abstrakcij ponuja jezik 
C++ [11]. Ker podpira objektno orientirano programiranje, imamo tako na voljo 
konstrukte, kot so dedovanje, polimorfizem, predloge, anonimne funkcije in še 
marsikatere druge konstrukte. Zaradi velike izrazne moči se jezik C++ čedalje bolj širi 














3 Vstopna točka 
Tipično je v programu C/C++ vstopna točka funkcija main. Tako je tudi v 
vgrajenih sistemih. Nekoliko drugače pa je v operacijskem sistemu Windows. 
Simulator je okenska aplikacija, za katere je značilno, da imajo za vstopno točko 
funkcijo WinMain [12]. Ta funkcija tipično najprej nastavi osnovne nastavitve 
aplikacijskega okna in nato zažene sporočilno zanko (angl. Message Loop), v kateri 
čaka na sporočila od operacijskega sistema. Glede na tip sporočila in njegovo vsebino 
ustrezno reagira. Operacijski sistem pošlje sporočila, kot so npr. pritisk tipke na 
tipkovnici, premik miške, zaprtje okna itd. Simulator ta sporočila ustrezno dekodira in 
pošilja naprej višjenivojski kodi inštrumenta tako, da zakrije izvor dogodka in ga 
prilagodi aplikacijskemu programskemu vmesniku višjenivojske kode. 
 
V osnovi bi lahko razliko med funkcijama main in WinMain zakrili s pomočjo 
makro ukazov. Vendar na ta način izvorna koda postane manj berljiva in manj 
prenosljiva s projekta na projekt. Boljša rešitev je, da se projektu, ki se prevaja v 
simulator, doda nova datoteka, v kateri je funkcija WinMain. Zato ostane originalna 
funkcija main nespremenjena tako v simulatorju kot v inštrumentu. V novi vstopni 
točki za simulator, se je nahaja koda za inicializacijo aplikacije v operacijskem sistemu 
Windows. Ta koda odpre in registrira okno pri operacijskem sistemu. Nastavi del okna, 
kamor se izrisuje slika LCD-prikazovalnika. Postavi virtualne tipke na zaslonu in jih 
poveže z računalniško tipkovnico. Prebere določene nastavitve iz nastavitvene 
datoteke, kot je npr. ime virtualnih serijskih vrat, ki se lahko razlikuje od računalnika 
do računalnika. Več o tem je napisanega v poglavju o povezljivosti. Preden začne 
aplikacija z dekodiranjem sporočil iz sporočilne zanke, zažene funkcijo main v novi 
niti (angl. Thread). Tak pristop ima dve prednosti. Glavna datoteka z vstopno funkcijo 
main se s tem ne spreminja, novonastalo datoteko z vstopno funkcijo WinMain pa je 
razmeroma enostavno in z manjšimi spremembami prenašati v nove projekte, kjer je 
želja po uporabi simulatorja. Vse spremembe so sedaj omejene na eno mesto. Primer 
5.1 prikazuje tipično definicijo funkcije WinMain, kot je narejeno tudi v simulatorju. 


















Bolj kot sama inicializacija aplikacije v operacijskem sistemu Windows sta zanimivi 
sporočilna zanka in funkcija WndProc, ki skriva večino logike vstopne točke. Najprej 














Sama sporočilna zanka ni nič posebnega. V neskončni zanki čaka sporočila od 
operacijskega sistema, ki jih nato, če je to treba, prevede v pravi tip sporočila in 
posreduje funkciji WndProc, kjer se zgodi pravo procesiranje sporočil. Primer 3.3 
prikazuje grobi oris funkcije WndProc v simulatorju. 
 
int WINAPI WinMain (HINSTANCE hInstance, HINSTANCE hPrevInstance, 
PSTR szCmdLine, int iCmdShow) 
{ 
 // Nastavimo osnovne nastavitve okna 
 // kot so izgled, ikona, ozadje, sporočilno 
 // zanko,... 
 InitClass(&wndclass); 
 // Registriramo razred pri operacijskem sistemu. 
 RegisterClass(&wndclass)) 
  
 // Ustvarimo dejansko okno. 
 hwnd = CreateWindow("Simulator",...); 
 // Prikažimo okno na prikazovalniku. 
 ShowWindow(hwnd, iCmdShow); 
 UpdateWindow(hwnd); 
 // Sporočilna zanka . 
 RunMessageLoop(); 
} 
Primer 3.1: Funkcija WinMain 
while((bRet = GetMessage( &msg, NULL, 0, 0 )) != 0) 
{  
 if(bRet == -1) 
 { 
  // Zgodila se je napaka. 




  TranslateMessage(&msg);  
  DispatchMessage(&msg);  
 } 
} 













































  case WM_CREATE: 
  { 
   CreateMenus(); 
   CreateBackground(); 
   CreateLCDOutputArea(); 
   InitializeInstrument(); 
   RunInstrument(); 
   return 0; 
  } 
  case WM_PAINT: 
  { 
   DrawInstrumentScreen(); 
   return 1; 
  } 
  case WM_SIZE: 
  { 
   ReadjustToNewSize(); 
   return 0; 
  } 
  case WM_DRAWITEM: 
  { 
   DrawKeys(); 
   return 0; 
  } 
  case WM_LBUTTONDOWN: 
  {    
   SimulateTouchEvent(); 
   return 0; 
  } 
  case WM_KEYDOWN: 
  { 
   SimulateKeyPress(); 
   return 0; 
  } 
  case WM_DESTROY: 
  { 
   TurnoffInstrument(); 
   DestroyWindow(); 
   return 0; 
  } 
 } 
  
 return DefWindowProc (hwnd, message, wParam, lParam) ; 
} 
Primer 3.3: Funkcija WndProc 
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V funkciji je jedro funkcionalnosti vstopne točke v simulator. Ob prejemu sporočila, 
da je bilo ustvarjeno novo okno, se hkrati ustvarijo meniji, nastavi se slika inštrumenta 
za ozadje, ustvari se prostor, kamor bo simulacija inštrumenta izrisovala sliko 
prikazovalnika, iz nastavitvene datoteke se preberejo specifične nastavitve 
posameznega uporabnika in na koncu se zažene koda inštrumenta v novi niti izvajanja. 
Nato glede na vhodna sporočila funkcija transparentno delegira delo posameznim 
delom kode inštrumenta. To pomeni, da koda inštrumenta, ki teče v simulatorju, ne 
razlikuje med tem, ali je npr. bila tipka pritisnjena fizično na inštrumentu ali pa na 





4 Simulacija strojne opreme 
Za zagotavljanje prenosljivosti izvorne kode med obema okoljema, 
mikrokrmilnikom in operacijskim sistemom RTX na eni strani in osebnim 
računalnikom ter operacijskim sistemom Windows na drugi strani, se je treba držati 
nekaterih pravil. Vsa izvorna koda, ki je pisana specifično samo za okolje Windows, 
se označi s posebnim makro ukazom PCSIM. Ravno tako velja za izvorno kodo, ki 
nikakor ni namenjena izvajanju v okolju Windows, da se označi s posebnim makro 
ukazom !PCSIM.  
 
Zaradi makro ukazov je izvorna koda težje berljiva, zato je idealno, da se to 
naredi samo enkrat na enem mestu na čim nižjem nivoju abstrakcije v kodi. V tem 
primeru ni treba spreminjati izvorne kode na višjih nivojih abstrakcije. Kadar je veliko 
izvorne kode obdane z makro ukazi, je smiseln razmislek o uporabi preusmeritvenih 
datotek. Če je obstoječa koda pisana z dobro definiranimi vmesniki, je prilagoditev na 
še eno okolje razmeroma enostavna.  
 
Strojno opremo v vgrajenih sistemih lahko v grobem razdelimo v dve skupini. 
V prvi skupini je strojna oprema, ki je del mikrokrmilnika, kot so npr. vhodno-izhodni 
pini, časovniki, IEEPROM, RTC, ADC, DAC, PWM, UART, SPI, USB itd. V drugi 
skupini je strojna oprema, do katere mikrokrmilnik dostopa preko vhodno-izhodnih 
naprav ali podatkovnih vodil, kot je npr. zunanji AD-pretvornik, kartica SD, SPIFI 
FLASH, SDRAM itd. Izdelek, kot je merilni inštrument, uporablja raznovrstno strojno 
opremo za dosego potrebne funkcionalnosti, vendar na srečo vse ni treba simulirati. 
Osebni računalnik večine strojne opreme, ki obstaja na mikrokrmilnikih, nima ali pa 
jo ima v  zelo okrnjeni obliki. Prav tako ni treba, da bi se priklapljala posebna strojna 
oprema na vodila od osebnega računalnika z namenom čimbolj realistične simulacije. 
Pravzaprav to tudi ni zaželeno, ker bi naredilo simulator manj prenosljiv. Prav tako ni 
treba prilagoditi izvorne kode vsakega gonilnika strojne opreme simulatorju, ker je 
večina izvorne kode, ki uporablja strojne gonilnike, izolirana v samo določenih 
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knjižnicah. Eden od načinov shranjevanja določenih podatkov v inštrumentu je npr.  
uporaba bliskovnega podatkovnega spomina (angl. Dataflash), ki je preko vodila SPI 
povezan z mikrokrmilnikom. S pametno uporabo abstrakcije v izvorni kodi se lahko 
naredi generična knjižnica za dostop podatkov, pri uporabi katere višjenivojska koda 
ne ve, na kakšen način so podatki v resnici shranjeni. Za uporabo take knjižnice na 
simulatorju se popravi samo njena izvedba, medtem ko ostaneta vmesnik in koda na 
višjem nivoju nespremenjena, kar prikazuje primer 4.1. Gonilnik SP se preprosto 














// Hipotetičen izsek iz DataStore.c datoteke 
 
void ReadDataFromStore(int address, char * data, int length) 
{ 
 #ifdef PCSIM 
  ReadFromFile("dataflash.bin", address, data, length); 
 #else 
  ReadFromSPI(spi0, BASE_ADDR + address, data, length); 
 #endif 
} 
Primer 4.1: Abstrakcija shranjevanja podatkov 
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4.1 Analogno-digitalni pretvornik 
Osebni računalnik AD-pretvornika nima, zato ga je treba simulirati. AD-
pretvornik v naših merilnih inštrumentih je časovno zelo natančno krmiljen. Vzorci 
morajo prihajati enakomerno brez faznega trepetanja v skladu z zahtevano frekvenco 
vzorčenja. Inštrument jih mora biti sposoben dovolj hitro prebrati in obdelati. Z vidika 
vgrajenih sistemov je sistem zastavljen tako, da je čim več stvari realiziranih s pomočjo 
strojne opreme. Mikrokrmilnik samostojno s pomočjo časovnika daje zunanjemu AD-
pretvorniku takt brez intervencije aplikacije. Ko AD-pretvornik povzorči zadostno 
število vzorcev, pošlje mikrokrmilniku sporočilo. V odgovor na to sporočilo 
mikrokrmilnik sproži visoko prioritetno prekinitev, ki samo zažene enoto DMA, ki 
zopet sama brez intervencije aplikacije prebere vzorce in jih shrani v notranji 
pomnilnik, kjer jih aplikacija nato obdela in ustrezno časovno označi.  
 
Koda, ki skrbi za tak postopek na mikrokrmilniku, je zelo specifična in kot taka 
slabo prenosljiva že med različnimi mikrokrmilniki. Kot je bilo že omenjeno, osebni 
računalnik ni namenjen procesom, ki tečejo v realnem času, zato je tisti del kode, ki 
skrbi za samo vzorčenje, popolnoma izločen iz simulatorja.  
 
Namesto tega smo uporabili vnaprej zgeneriran signal. Za generacijo signala sta 
na voljo dve možnosti. Prva možnost je, da se vzorci posnamejo vnaprej. Druga 
možnost pa je, da se vzorci sproti generirajo v kodi. V vsakem primeru jih nato 
simuliran AD-pretvornik v neskončni zanki samo posreduje naprej višjim nivojem, 
zadolženim za preračunavanje meritev. Na ta način se lahko hitro preveri delovanje 
merilnega dela kode, saj morajo ob nespremenjenih vhodnih signalih ostati 
nespremenjene tudi izhodne meritve. Obstaja tudi tretja možnost, ki je do sedaj še 
nismo uporabili. Vzorce bi lahko sproti generirali s pomočjo programskih paketov, kot 
sta Matlab ali pa LabView, in jih nato v simulatorju s pomočjo medprocesne 
komunikacije zajemali. V tem primeru bi simulator še najbolj verodostojno posnemal 
dogajanje na mikrokrmilniku.  
 
Primer 4.2 prikazuje abstrakcijo AD-pretvornika. Z enotnim aplikacijskim 
programskim vmesnikom izgleda izvorna koda, dodana za simulator, enako, kot če bi 
dodali nov tip AD-pretvornika. V realnosti v kodi našega simulatorja podpiramo štiri 
med seboj zelo različne AD-pretvornike z enotnim vmesnikom, virtualni AD-
pretvornik za simulator je samo eden izmed njih. V primeru zaradi preglednosti ni 
prikazano, da vsak tip AD-pretvornika potrebuje še kar nekaj pomožnih funkcij poleg 
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prikazanih treh, najpomembnejših za delovanje. Vse pomožne funkcije so skrite za 



































 #ifdef PCSIM 
  // Konfiguracija ni potrebna. 
 #elif defined HW5 
  ExternalMemoryControllerPinsInit(); 
  ExternalMemoryControllerInit(); 
  ClockSetup(); 
 #elif defined HW6 || defined HW7 
  SpiPinsInit(); 






 #ifdef PCSIM 
  OpenSamplesFile(); 
  StartReadingSamplesFromFile(); 
 #elif defined HW5 
  StartDMA(); 
  StartSamplingFromMemoryMappedAdc(); 
 #elif defined HW6 || defined HW7 
  StartDMA(); 






 #ifdef PCSIM 
  StopReadingSamplesFromFile(); 
  CloseSamplesFile(); 
 #elif defined HW5 
  StopSamplingFromMemoryMappedAdc(); 
  StopDMA(); 
 #elif defined HW6 || defined HW7 
  StopSamplingFromSpiAdc(); 
  StopDMA(); 
 #endif 
} 




V inštrumentu se za RTC uporablja zunanji čip, ki je preko vodila I2C povezen 
z mikrokrmilnikom. Vmesnik gonilnika v grobem sestavljata dve metodi. Ena sproži 
branje časa in datuma z RTC-ja in vrne kot rezultat strukturo z vsemi podatki. Druga 
pa deluje obratno in glede na vhodne argumente RTC nastavi na željen čas in datum. 
Za simulator sta metodi prilagojeni tako, da se pri branju vrneta trenutni čas in datum 
na osebnemu računalniku, nastavljanje pa se ignorira. Natančna ura je v inštrumentih 
predvsem potrebna zaradi časovnega označevanja vzorcev. Na osebnem računalniku 
natančna ura ni toliko pomembna, ker so vzorci vnaprej zgenerirani. Natančneje 
povedano: čas posameznega vzorca je poljubno nastavljen ali izračunan.  
 
Nekateri inštrumenti imajo možnost priklopa zunanje ure, ki teče v realnem času 
preko sprejemnika GPS. Zaradi tega dobi inštrument izjemno natančno uro. 
Sprejemnik GPS izračuna natančni čas iz minimalno štirih satelitov, od katerih ima 
vsak vsaj dve cezijevi uri in do dve rubidijevi uri. Teoretična točnost take ure iz 
sprejemnika GPS je lahko okoli 14 ns. V praksi je zaradi napak pri sprejemu signalov 
točnost okoli 100 ns [13]. Tako natančne ure so potrebne za časovno sinhronizacijo 
dveh ali več inštrumentov. Časovna sinhronizacija omogoča spremljanje nekega 
pojava ob istem trenutku z različnih lokacij, kar se uporablja za nadzor in diagnostiko 
nepričakovanih dogodkov na električnem omrežju. Z več časovno sinhroniziranimi in 
pravilno razporejenimi inštrumenti lahko spremljamo potek dogodka po celotnem  
električnem omrežju. V simulatorju podpore za opisano funkcionalnost ni, ker zato ni 
potrebe. Tehnično to ni problem izvesti, ker je sprejemnik GPS povezan z 
inštrumentom preko serijske povezave, ki je že podprta v simulatorju. Vendar, kot že 
rečeno, je simulator prvenstveno namenjen razvoju vgrajene programske opreme in ne 
toliko popolnemu posnemanju realnosti. 
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4.3 IEEPROM 
Bralni pomnilnik IEEPROM se obravnava podobno kot bliskovni podatkovni 
pomnilnik. Razlika je v tem, da je IEEPROM del vgrajene strojne opreme 
mikrokrmilnika. Ker je dostop do bralnega pomnilnika IEEPROM abstrahiran v 
generičen vmesnik, je bila konverzija za simulator enostavna. Vmesnik je ostal enak, 
spremenila se je samo izvedba. Na osebnem računalniku smo simulirali IEEPROM kar 
z datoteko na trdem disku. Primer 4.3 prikazuje okvirno kodo C++ za inicializacijo 














V izvorni kodi, ki se izvaja v mikrokrmilniku, je treba v inicializacije nastaviti 
registre, s katerimi se upravlja IEEPROM. V simulatorju je IEEPROM simuliran kar 
z binarno datoteko. Če datoteka še ne obstaja, se najprej ustvari nova in se v velikosti 
bralnega pomnilnika IEEPROM popiše z ničlami.  
 
Ena iz med prednosti simulacije bralnega pomnilnika IEEPROM z datoteko je 
možnost preverbe njene vsebine kadarkoli izven simulatorja (npr. če je koda, ki 
zapisuje nastavitve v IEEPROM, napačna, tako da ne zapiše vseh podatkov ali pa 
mogoče prepiše del sosednjih nastavitev, to lahko z vpogledom v datoteko odkrijemo 
veliko lažje kot z razhroščevanjem na ciljnem sistemu). Obstaja še ena velika prednost 
pri uporabi datoteke za simulacijo pomnilnika IEEPROM. Lahko namreč shranimo 
večje število prednastavljenih datotek, ki se lahko izmenjujejo glede na želene 
nastavitve inštrumenta. Tako ni več treba vedno ročno spreminjati nastavitev 
inštrumenta vsakič, ko želimo narediti kakšen test. Primer 4.4 prikazuje okvirno kodo 
IEEPROM::IEEPROM() 
{ 
 #if defined PCSIM 
  if(!FileExists("ieeprom.dat")) 
  { 
   CreateFile("ieeprom.dat"); 
   InitializeFile("ieeprom.dat") 
  }  
 #elif defined LPC4330 
  SetupRegisters(); 
 #endif 
} 
Primer 4.3: Inicializacija bralnega pomnilnika IEEPROM 
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unsigned int IEEPROM::read(unsigned int fromPosition, char * toData, 
unsigned int dataLength) 
{ 
    #if defined PCSIM 
  return ReadFromFile(toData, fromPosition, dataLength); 
    #elif defined LPC4330 
  int startingPage = FindPage(fromPosition); 
  int lastPage = FindPage(fromPosition + dataLength); 
  
  int position = CalculatePosition(fromPosition); 
  int length = CalculateLength(position, dataLength); 
  
  for(int page = startingPage; page <= lastPage; page++) 
  { 
   ReadDataFromPage(page, toData, position, length); 
    
   position = CalculatePosition(position); 
   length = CalculateLength(position, length); 
  } 
   
  return dataLength; 
    #endif 
} 
 
unsigned int IEEPROM::write(unsigned int toPosition, const char* 
fromData, unsigned int dataLength) 
{ 
    #if defined PCSIM 
  return WriteToFile(fromData, toPosition, dataLength); 
    #elif defined LPC4330 
  int startingPage = FindPage(toPosition); 
  int lastPage = FindPage(toPosition + dataLength); 
  
  int position = CalculatePosition(toPosition); 
  int length = CalculateLength(position, dataLength); 
  
  for(int page = startingPage; page <= lastPage; page++) 
  { 
   WriteDataToPage(page, fromData, position, length); 
    
   position = CalculatePosition(position); 
   length = CalculateLength(position, length); 
  } 
   
  return dataLength; 
    #endif 
} 
Primer 4.4: Branje in pisanje iz bralnega pomnilnika IEEPROM 
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4.4 Polnilec baterije 
Polnilec baterije se v simulatorju ne uporablja oziroma je popravljen tako, da 
vrača poljubno privzeto vrednost baterije prvenstveno za namene testiranja 
uporabniškega vmesnika. Simulacija je lahko tudi v pomoč pri preverjanju delovanja 
logike polnilca. S pravimi nastavitvami vhodnih parametrov preverimo, ali koda za 
nadzor polnjenja pravilno odreagira v določenih trenutkih. Primer 4.5 prikazuje izsek 



























 // Vrednost je lahko konstantna ali pa se bere 
 // iz datoteke. 
 float value = GetSimulatedBatteryVoltage(); 
  





 // Vrednost je lahko konstantna ali pa se bere 
 // iz datoteke. 
 float value = GetSimulatedChargerVoltage(); 
  





 // Vrednost je lahko konstantna ali pa se bere 
 // iz datoteke. 
 float value = GetSimulatedBatteryTemperature(); 
  
 return value; 
} 
Primer 4.5: Izsek iz preusmeritvene datoteke za polnilec 
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4.5 Temperaturni senzor in tokovne klešče 
Oba senzorja sta povezana z inštrumentom preko povezave 1-Wire, ki pa nas pri 
simulaciji ne zanima. Gonilnik za temperaturni senzor je za simulator prilagojen tako, 
da vrača poljubno nastavljeno privzeto vrednost. Pri tokovnih kleščah so v resnici 
pomembne samo nastavitve, ki so shranjene v majhnem podatkovnem spominu v 
samih kleščah. V simulatorju so te nastavitve vnaprej kodirane v izvorni kodi, kar 




5 Operacijski sistem 
Pri predelavi izvorne kode za simulator je pomembno vlogo igral zunanji kriterij, 
ki je zahteval, da je posegov v obstoječo izvorno kodo čim manj, tisti, ki pa morajo 
biti, naj bodo čim manjši. Izvorna koda, ki uporablja funkcije in strukture 
operacijskega sistema, je prisotna vsepovsod. Nahaja se tako na najnižjem nivoju, kot 
so gonilniki, na srednjem nivoju, ki tvori podatkovni model, kot tudi na najvišjem 
prezentacijskem nivoju, ki skrbi za prikaz izračunov ter za krmiljenje inštrumenta s 
strani uporabnika.  
 
V dodatku A je prikazana preprosta aplikacija, ki deluje v operacijskem sistemu 
RTX, za primerjavo je v dodatku B prikazana funkcionalno identična aplikacija, ki 
deluje v operacijskem sistemu Windows. Takoj se opazi, da je sintaksa med obema 
operacijskima sistemoma popolnoma drugačna. Ta razlika izhaja iz različnosti 
modelov obeh operacijskih sistemov. Operacijski sistem Windows je narejen kot 
splošen operacijski sistem za osebne računalnike, medtem ko je operacijski sistem 
RTX narejen kot minimalen, a še vedno funkcionalno dokaj bogat operacijski sistem 
za vgrajene sisteme [14].  
 
Ker je bila naša izvorna koda že pisana z uporabo gradnikov z operacijskega 
sistema RTX, je bila želja oziroma zahteva, da se v to izvorno kodo posega minimalno 
in da po možnosti ostane nespremenjena. Nezmožnost izpolnitve opisanih zahtev bi 
pod vprašaj postavila smiselnost razvoja simulatorja. Večji poseg v staro in 
preizkušeno izvorno kodo bi verjetno težko upravičili kljub vsem prednostim, ki jih 
prinaša simulator. Izkazalo se je, da je z minimalnimi posegi v že obstoječo izvorno 
kodo možno napisati simulator tako, da bo le-ta znal prevesti tudi prevajalnik C/C++ 
na operacijskem sistemu Windows. Veliko je k temu pripomogla zasnova 
operacijskega sistema RTX. Celoten aplikacijski programski vmesnik je definiran v 
eni sami zglavni datoteki (angl. Header file) z imenom Rtl.h, v kateri so vse javno 
dostopne funkcije definirane preko makro ukazov. Pogoj za delovanje obstoječe kode 
54 Operacijski sistem 
 
v simulatorju je bila redefinicija vseh makro ukazov, tako da le-ti vračajo nove 
funkcije, ki izvajajo njim enakovredno funkcionalnost v operacijskem sistemu 
Windows.  
 
To je bilo narejeno tako, da so se simulatorju dodale 3 nove datoteke:  
 
 WinRtl.h, ki je Windowsov ekvivalent datoteki Rtl.h z operacijskega sistema 
RTX. Vsi makro ukazi, ki so v Rtl.h, so redefinirani in kažejo na funkcije v 
datoteki WinRtl.cpp; 
 WinRtl.cpp, kjer so funkcije, definirane v WinRtl.h, izvedene z gradniki na 
voljo v operacijskem sistemu Windows; 
 RTOS.h, ki je sedaj krovna datoteka namesto Rtl.h, ki glede na to, ali se koda 
prevaja za simulator ali za inštrument, s pomočjo makro ukazov vključi 
pravilno datoteko WinRtl.h ali Rtl.h v kodo. 
 
V grobem je operacijski sistem RTX sestavljen iz funkcij za upravljanje z 
opravili, funkcij za sinhronizacijo, funkcij za signalizacijo in funkcij za medprocesno 
komunikacijo. Vse našteto skupaj tvori aplikacijski programski vmesnik in model 
operacijskega sistema RTX. 
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5.1 API operacijskega sistema RTX 
V datoteki Rtl.h je definiran aplikacijski programski vmesnik operacijskega 
sistema RTX. Deli vmesnika so logično strukturirani po odsekih. Najprej so definirani 
podatkovni tipi, s katerimi se operira v kontekstu operacijskega sistema. Prikazuje jih 


















Po vrstnem redu definicij so to: 
 
 OS_SEM (semafor), 
 OS_MUT (izključitveni semafor, angl. Mutex), 
 OS_TID (identifikacijska številka opravila), 
 OS_ID (identifikacijska številka objekta operacijskega sistema) in 
 OS_RESULT (rezultat funkcij operacijskega sistema). 
 
Podatkovni tipi so definirani s pomočjo ukaza programskega jezika C typedef. Ukaz 
deluje kot psevdonim, ki da znanemu podatkovnemu tipu novo ime. V naslednjem 
odseku, ki ga prikazuje primer 5.2, so naštete vse možne vrednosti podatkovnega tipa 
OS_RESULT. V zglavni datoteki WinRtl.h ostanejo te vrednosti nespremenjene. 
 
 
/* Definicija semaforja */ 
typedef U32 OS_SEM[2]; 
 
/* Definicija poštnega nabiralnika */ 
#define os_mbx_declare(name,cnt)    U32 name [4 + cnt] 
typedef U32 OS_MBX[]; 
 
/* Definicija mutex-a */ 
typedef U32 OS_MUT[3]; 
 
/* Identifikacijska številka opravila */ 
typedef U32 OS_TID; 
 
/* Identifikacija objekta operacijskega sistema */ 
typedef void *OS_ID; 
 
/* Rezultat sistemskih klicev */ 
typedef U32 OS_RESULT; 
Primer 5.1: Definicije podatkovnih tipov v operacijskem sistemu RTX 











Nato sledijo definicije makro ukazov za funkcije za inicializacijo operacijskega 
sistema, za ustvarjanje opravil in za delo z njimi. Na koncu sledijo še deklaracije 
funkcij, ki so skrite za makro ukazi in opravljajo dejansko delo. Definicije teh funkcij 
so v že prevedeni objektni datoteki, ki je del operacijskega sistema RTX. Makro ukazi 
poenostavijo najbolj pogoste klice generičnih funkcij (npr. makro ukaz os_tsk_create 
potrebuje samo dva parametra, čeprav v ozadju kliče funkcijo os_tsk_create0, ki je 






















/* Možne vrednosti rezultatov */ 
#define OS_R_TMO        0x01 
#define OS_R_EVT        0x02 
#define OS_R_SEM        0x03 
#define OS_R_MBX        0x04 
#define OS_R_MUT        0x05 
Primer 5.2: Definicije rezultatov funkcije za delo z operacijskim sistemom 
/* Opravljanje z opravili */ 
#define os_sys_init(tsk) os_sys_init0(tsk,0,NULL) 
#define os_sys_init_prio(tsk,prio) os_sys_init0(tsk,prio,NULL) 
#define os_sys_init_user(tsk,prio,stk,size) 
os_sys_init0(tsk,prio|(size<<8),stk) 







#define os_tsk_delete_self() os_tsk_delete(0) 
#define os_tsk_prio_self(prio) os_tsk_prio(0,prio) 
#define isr_tsk_get() os_tsk_self() 
 
extern void os_sys_init0 (void (*task)(void), U32 prio_stksz, void *stk); 
extern OS_TID os_tsk_create0 (void (*task)(void), U32 prio_stksz, void 
*stk, void *argv); 
extern OS_TID os_tsk_create_ex0 (void (*task)(void *), U32 prio_stksz, 
void *stk, void *argv); 
extern OS_TID os_tsk_self (void); 
extern void os_tsk_pass (void); 
extern OS_RESULT os_tsk_prio (OS_TID task_id, U8 new_prio); 
extern OS_RESULT os_tsk_delete (OS_TID task_id); 
Primer 5.3: Definicije makro ukazov in deklaracije funkcij za delo z opravili 
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Koda, ki jo izvaja poljubno opravilo, je vedno v funkciji, ki je opremljena z atributom 
__task, ki prevajalniku sporoča, da je ta funkcija posebna in je namenjena izključno 
izvajanju v opravilu. Prevajalnik, ki ve, s kakšno funkcijo ima opravka, lahko izvede 
optimizacijo, ki pospeši izvajanje kode. Običajna funkcija C/C++ vsebuje posebno 
kodo, ki se izvede ob vstopu in izstopu iz funkcije. Ob vhodu v funkcijo se nastavijo 
registri in sklad. Ob izhodu iz funkcije se sklad počisti in izvede se vrnitev na naslov, 
s katerega je bila funkcija klicana. Funkciji, ki je namenjena izvajanju opravila, tega 
ni treba narediti, saj se nikoli ne vrne tja, od koder je bila klicana. 
V primer 5.4 so definirani makro ukazi in deklarirane funkcije za signalizacijo ter 











Posebnost operacijskega sistema RTX je, da dobi vsako opravilo ob nastanku 
natanko 16 signalnih linij, preko katerih lahko sprejema signale od drugih opravil. 
Števila linij se ne da statično ali dinamično spreminjati. V operacijskem sistemu 
Windows sta koncepta izvajalnih niti in signalov ortogonalna, med seboj neodvisna. 
 
Naslednji pomembni del aplikacijskega programskega vmesnika operacijskega 
sistema so makro ukazi in funkcije za zaščito deljenih sredstev. Opravila si lahko med 
seboj delijo sredstva, pri čemer je pomembno, da tega ne počnejo sočasno. V namen 
zaščite sredstev so pri operacijskem sistemu RTX na voljo navadni semaforji in 








#define os_evt_wait_or(wflags,tmo) os_evt_wait(wflags,tmo,__FALSE) 
#define os_evt_wait_and(wflags,tmo) os_evt_wait(wflags,tmo,__TRUE) 
 
extern OS_RESULT os_evt_wait (U16 wait_flags, U16 timeout, BOOL 
and_wait); 
extern void os_evt_set (U16 event_flags, OS_TID task_id); 
extern void os_evt_clr (U16 clear_flags, OS_TID task_id); 
extern void isr_evt_set (U16 event_flags, OS_TID task_id); 
extern U16 os_evt_get (void); 
Primer 5.4: Definicije makro ukazov in deklaracije funkcij za delo z dogodki 













Za varno komunikacijo med opravili je v operacijskem sistemu RTX na voljo 
poštni nabiralnik (angl. Mailbox), kamor opravila pošiljajo sporočila, ki jih lahko 
druga opravila varno sprejmejo. Deklaracije funkcij za delo s poštnim nabiralnikom 











Operacijski sistem RTX ponuja tudi nekaj funkcij za upravljanje s časom. 











/* Upravljanje s semaforji */ 
extern void os_sem_init (OS_ID semaphore, U16 token_count); 
extern OS_RESULT os_sem_send (OS_ID semaphore); 
extern OS_RESULT os_sem_wait (OS_ID semaphore, U16 timeout); 
extern void isr_sem_send (OS_ID semaphore); 
 
/* Upravljanje z izključitvenimi semaforji */ 
extern void os_mut_init (OS_ID mutex); 
extern OS_RESULT os_mut_release (OS_ID mutex); 
extern OS_RESULT os_mut_wait (OS_ID mutex, U16 timeout); 
Primer 5.5: Deklaracije funkcij za delo s semaforji in izključitvenimi semaforji 
/* Upravljanje s poštnim nabiralnikom */ 
extern void os_mbx_init (OS_ID mailbox, U16 mbx_size); 
extern OS_RESULT os_mbx_send (OS_ID mailbox, void *message_ptr, 
U16 timeout); 
extern OS_RESULT os_mbx_wait (OS_ID mailbox, void  **message, U16 
timeout); 
extern OS_RESULT os_mbx_check (OS_ID mailbox); 
Primer 5.6: Deklaracije funkcij za upravljanje s poštnim nabiralnikom 
/* Upravljanje s časom */ 
extern U32  os_time_get (void); 
extern void os_dly_wait (U16 delay_time); 
extern void os_itv_set (U16 interval_time); 
extern void os_itv_wait (void); 
Primer 5.7: Deklaracije funkcij za upravljanje s časom 
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Zadnji dve funkciji, ki ju bomo omenili kot del aplikacijskega programskega 
vmesnika, sta funkciji za zaščito opravil pred prekinitvijo s strani operacijskega 
sistema. V nasprotju z gradniki za ščitenje sredstev omenjeni funkciji skrbita za zaščito 









/* Sistemske funkcije */ 
extern void tsk_lock (void) __swi (5); 
extern void tsk_unlock (void); 
Primer 5.8: Deklaracije sistemskih funkcij 
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5.2 API operacijskega sistema RTX v simulatorju 
Zglavna datoteka WinRtl.h vsebuje redefinicije funkcij iz zglavne datoteke Rtl.h 
tako, da se sintaksa višjenivojske kode ne spremeni. Operacijski sistem Windows ima 
vsaj poimensko podobne gradnike kot operacijski sistem RTX za izvajanje podobnih 
nalog. Sama izvedba je seveda precej drugačna. Prva najbolj očitna razlika je ta, da 
operacijski sistem Windows ne pozna opravil, ampak pozna opravilom funkcionalno 
podobne niti. Niti predstavljajo neodvisno pot izvajanja programa. Posamezne niti si 
med seboj lahko delijo pomnilniški prostor podobno kot opravila. Nitim v 
operacijskem sistemu Windows manjkajo določeni podatki, ki so na voljo opravilom 
v operacijskem sistemu RTX. Zato je bilo treba ustvariti novo podatkovno strukturo, 
ki zaobjame nit v operacijskem sistemu Windows in vse potrebne podatke za 
funkcionalno enakovrednim opravilom. Ta podatkovna struktura se imenuje 
WIN_TASK_S in je enakovredna interni reprezentaciji opravila v okolju RTX za 










Podatkovna struktura WIN_TASK_S je sestavljena iz štirih podatkov. Nit je 
unikatno določena s podatkoma threadHandle in threadId. S kombinacijo obeh 
podatkov in s pomočjo ostalih funkcij operacijskega sistema Windows za delo z nitmi 
je možno simulirati vse funkcije za delo z opravili v operacijskem sistemu RTX. 
Opravila v operacijskem sistemu RTX imajo na voljo vnaprej predpisano število 
dogodkov, ki so vedno vezani na določeno opravilo. V operacijskem sistemu Windows 
ni tako. Tam so niti in dogodki popolnoma ločeni gradniki. To pomeni, da število 
dogodkov ni vezano na število niti. Za namen posnemanja okolja operacijskega 
sistema RTX vsebuje tudi podatkovna struktura WIN_TASK_S vnaprej zgrajen in 
pripravljen nabor dogodkov. Podatek eventsIndex vsebuje informacijo, kateri od 
dogodkov je bil sprožen.  
 
typedef struct { 
    HANDLE   threadHandle; 
    unsigned threadId; 
    HANDLE   events[16]; 
    unsigned eventIndex; 
} WIN_TASK_S; 
Primer 5.9: Definicija opravila v simulatorju 
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Vse funkcije, ki se izvajajo kot opravila v operacijskem sistemu RTX, so 
označene z atributom __task. V simulatorju je atribut __task redefiniran kot __stdcall. 
V operacijskem sistemu Windows atribut __stdcall označuje konvencijo, ki določa 
način prenašanja argumentov med funkcijami, vrstni red teh argumentov in funkcijo, 
ki je odgovorna za postavitev argumentov na sklad. To je lahko tista funkcija, ki kliče, 
ali tista, ki je klicana. Pravilo v operacijskem sistemu Windows je sledeče: funkcije, 
ki so vstopne točke za niti in so ustvarjene s funkcijo _beginthreadex, morajo biti 
označene z atributom __stdcall [15]. 
 
Večina podatkovnih tipov, s katerimi operirajo funkcije za manipulacijo niti, 
je tipa HANDLE, ki je v resnici samo kazalec na interno podatkovno strukturo, 
poznano samo operacijskemu sistemu. Na ta način operacijski sistem pred 
uporabnikom skrije dejansko izvedbo. S tem postane vmesnik bolj generičen in 
prilagodljiv. Temu primerno so tipi operacijskega sistema RTX spremenjeni v 
podatkovni tip HANDLE, medtem ko njihova imena ostanejo nespremenjena, kar 

















Podatkovni tip OS_ID je spremenjen iz tipa kazalec na prazno v kazalec na 
HANDLE. Podatkovni tip OS_ID nastopa kot generični parameter v funkcijah 
operacijskega sistema RTX za delo z izključitvenimi semaforji, navadnimi semaforji 
in poštnimi nabiralniki. V nasprotju z operacijskim sistemom Windows, kjer je interna 
struktura malo prej naštetih podatkovnih tipov skrita, je v operacijskem sistemu RTX 
/* Definicija semaforja */ 
typedef HANDLE OS_SEM; 
 
/* Definicija poštnega nabiralnika */ 
typedef HANDLE OS_MBX[]; 
 
/* Definicija izključitvenega semaforja */ 
typedef HANDLE OS_MUT; 
 
/* Identifikacijska številka opravila */ 
typedef HANDLE OS_TID; 
 
/* Identifikacija objekta operacijskega sistema */ 
typedef HANDLE * OS_ID; 
 
/* Rezultat sistemskih klicev */ 
typedef U32 OS_RESULT; 
Primer 5.10: Definicije podatkovnih tipov operacijskega sistema RTX v simulatorju 
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znana. Bistvena razlika je v tem, da se v operacijskem sistemu RTX najprej deklarira 
gradnik operacijskega sistema, kot je npr. izključitveni semafor, šele nato se gradnik 
posreduje primernim funkcijam kot generičen parameter tipa OS_ID. V operacijskem 
sistemu Windows poteka postopek drugače. Namenske gradnike, kot so npr. 
izključitveni semaforji, izgradijo posebne funkcije, ki vračajo rezultat tipa HANDLE, 
ki je kazalec in kot tak posredno kaže na interno zgrajeni gradnik. Razliko med obema 











Zaradi zahteve, da se višjenivojska koda, ki uporablja gradnike operacijskega 
sistema, naj ne bi spreminjala, je bilo treba zagotoviti iluzijo, da se tudi v operacijskem 
sistemu Windows najprej deklarira gradnik operacijskega sistema kot spremenljivka 
in se nato uporablja kot parameter funkcij za delo z gradniki operacijskega sistema. 
Invariantnost kode je dosežena s pomočjo makro ukazov. Kot je bilo že omenjeno, se 
je podatkovni tip OS_ID spremenil v kazalec tipa HANDLE ali pravzaprav v kazalec 
na kazalec. Funkcije za delo z gradniki operacijskega sistema so dobile nov vmesnik 


















// Izključitveni semafor v okolju Windows 
HANDLE mutex = CreateMutex(NULL, FALSE, NULL); 
Primer 5.11: Uporaba izključitvenega semaforja 
/* Upravljanje z izključitvenimi semaforji */ 
#define os_mut_init(mutex) os_mut_init0(&mutex) 
#define os_mut_release(mutex) os_mut_release0(&mutex) 
#define os_mut_wait(mutex, timeout) os_mut_wait0(&mutex, timeout) 
 
extern void os_mut_init0 (OS_ID mutex); 
extern OS_RESULT os_mut_release0 (OS_ID mutex); 
extern OS_RESULT os_mut_wait0 (OS_ID mutex, U16 timeout); 
Primer 5.12: Definicije makro ukazov in deklaracije funkcij za delo z izključitvenimi semaforji 
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Ostale deklaracije funkcij operacijskega sistema RTX so ostale nespremenjene. 
Spremenila se je le njihova izvedba. Imena funkcij, podatkovni tipi parametrov in 
njihovo število je ostalo enako kot pri tistih iz operacijskega sistema RTX z namenom, 
da ostane višjenivojska koda nespremenjena. Interno pa opravljajo funkcije 
impedančno pretvorbo med aplikacijskima programskima vmesnikoma RTX in 
Windows. 
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5.3 Nova zglavna data za operacijski sistem 
Največja sprememba v stari izvorni kodi, pisani ekskluzivno za okolje 
operacijskega sistema RTX, je bila v zamenjavi zglavne datoteke Rtl.h z RTOS.h in 
zglavne datoteke z definicijami mikrokrmilnikovih komponent s CPU.h. Primer 5.13 
prikazuje zglavno datoteko RTOS.h. Podobno velja tudi za zglavno datoteko CPU.h, 
































 #define _rtos_h_ 
 
 #if defined PCSIM 
  #include "WinRTL.h" 
 #else 
  #include <RTL.h> 
 #endif 
 
 #define OS_INFINITE_TIME (0xFFFF) 
  
 // Tukaj pridejo še nastavitve prioritet. 
#endif 
Primer 5.13: Zglavna datoteka RTOS.h 
#ifndef _cpu_h_ 
 #define _cpu_h_ 
 
 #if defined PCSIM 
        #include "windows.h" 
         
        #define __irq 
 #elif defined LPC2148 
  #include <LPC214x.h> 
 #elif defined LPC2468 
  #include <LPC24xx.h> 
 #elif defined LPC1788 
  #include "LPC177x_8x.h" 
  #include "system_LPC177x_8x.h" 
  #define __irq 
 #elif defined LPC4330 
  #include <LPC43xx.h> 
  #define __irq 
 #endif 
#endif 
Primer 5.14: Zglavna datoteka CPU.h 
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V zglavni datoteki je pogojni makro ukaz, ki glede na okolje, v katerem se koda 
prevaja, posreduje zglavno datoteko Rtl.h ali WinRtl.h. Izolacija odločitve na eno 
mesto naredi kodo krajšo, bolj berljivo in robustnejšo ter manj občutljivo na možne 
bodoče spremembe. Z abstrakcijo strojne opreme in operacijskega sistema v dve 
zglavni datoteki smo na eleganten način rešili problem, ki je nastal zaradi pogoja, da 
se v obstoječo kodo ne oziroma čim manj posega. Zamenjava zglavnih datotek je 
enostavna operacija iskanja in zamenjave besedila v kodi, ki jo podpira vsak malo 
boljši urejevalnik besedil. 
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5.4 Izvedba operacijskega sistema RTX v simulatorju 
5.4.1 Funkcije za delo z opravili 
Nabor funkcij za delo z opravili v operacijskem sistemu RTX obsega štiri 
področja: inicializacijo operacijskega sistema, ustvarjanje opravil, brisanje opravil in 




V nasprotju z operacijskim sistemom Windows, kjer je operacijski sistem 
samostojen »program«, je v vgrajenih sistemih običajno operacijski sistem 
zunanja knjižnica, ki se prevede skupaj z uporabniškim programom v enotno 
aplikacijo. Zato je treba ob začetku uporabniške aplikacije tudi inicializirati 
operacijski sistem. Operacijski sistem RTX ima v ta namen pripravljeno 
funkcijo os_sys_init in njene izpeljanke, ki so definirane s pomočjo makro 
ukazov. Njena naloga je, da zažene operacijski sistem in ustvari ter zažene 
prvo opravilo. Primer uporabe funkcije os_sys_init prikazuje dodatek A. Na 
operacijskem sistemu Windows je operacijski sistem že v teku pred zagonom 
aplikacije, zato je funkcija za simulator spremenjena tako, da samo ustvari 




Prav tako kot obstaja več različic funkcije os_sys_init, obstaja tudi več 
različic funkcije os_sys_create. Osnovni nalogi te funkcije sta kreiranje in 
zagon novega opravila. Možna je uporaba dodatnih parametrov, kot so 
prioriteta, kazalec na uporabniško definiran sklad in argument za funkcijo, 
ki izvaja opravilo. Kot je bilo že omenjeno, operacijski sistem Windows ne 
pozna opravil, ima pa podoben koncept, ki se imenuje nit. Z razširitvijo niti 
z dogodki dobimo dober približek za opravila. Na operacijskem sistemu 
Windows funkcija os_sys_create ustvari novo podatkovno strukturo 
WIN_TASK_S, v kateri poveže novonastalo nit in množico dogodkov. To 
podatkovno strukturo nato shrani v globalni seznam vseh opravil. Po tem 
seznamu iščejo opravila ostale funkcije operacijskega sistema, ki so vezane 
na delo z opravili. Če uporabnik sam določi opravilu, kje je sklad, funkcija 
os_sys_create to ignorira, ker na operacijskem sistemu Windows, vsaj za 
namen simuliranja, potrebe po taki funkcionalnosti ni. V operacijskem 
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sistemu RTX uporabnik sam definira sklad takrat, ko je ponastavljeni sklad 
premajhen ali pa se nahaja v napačnem delu pomnilnika. Na osebnem 
računalniku je na voljo samo ena vrsta pomnilnika in velikost v primerjavi z 




Operacijski sistem RTX ima možnost dinamičnega brisanja opravil. Tudi 
operacijski sistem Windows zna dinamično izbrisati nit. Zato funkcija 
os_task_delete sama pokliče enakovredne funkcije operacijskega sistema 
Windows za izbris niti in dogodkov. Vse potrebne informacije se nahajajo v 
strukturi WIN_TASK_S. Generična funkcija operacijskega sistema Windows 
za izbris niti in dogodkov se imenuje CloseHandle. Prav tako mora funkcija 




V operacijskem sistemu RTX ima opravilo na voljo 254 možnih prioritet, 
medtem ko ima nit v operacijskem sistemu Windows na voljo samo 7 možnih 
prioritet. Zato je potrebna pazljivost, da je koda pisana tako, da se za 
simuliranje na osebnem računalniku ne potrebuje več kot 7 različnih 
prioritet. Mi smo problem rešili tako, da smo razširili zglavno datoteko 
RTOS.h s 7 konstantami, kjer vsaka predstavlja unikatno prioritetno 
vrednost. V realnosti je 7 prioritet običajno povsem zadosti za pisanje 
kompleksne vgrajene programske opreme. Če je potrebno število prioritet 
višje od možnih 7, je to po navadi zaradi kakšnih specializiranih gonilnikov, 
ki pa se direktno ne prevajajo v simulator in zato omejen nabor vednosti 
prioritet zopet ni problem. 
 
5.4.2 Funkcije za delo z dogodki 
V operacijskem sistemu RTX so dogodki in opravila med seboj inherentno 
povezani. Vsako opravilo ima na voljo 16 dogodkov. Koncept dogodka brez opravila 
ne obstaja. Zato ima vsaka od funkcij za delo z dogodki ali ekspliciten vhoden 
parameter, ki določa opravilo, na katerega se dogodek navezuje, ali pa je parameter 
pridobljen implicitno v sami izvedbi funkcije. Povezava med dogodki in opravili na 
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operacijskem sistemu Windows je narejena preko na novo uvedene podatkovne 
strukture WIN_TASK_S, ki poleg niti vsebuje tudi množico dogodkov.  
 




Funkcija blokira trenutno opravilo v pričakovanju dogodka ali pa poteka 
poljubno izbranega časovnega intervala. Hkrati se lahko zgodi več 
dogodkov. Možne so kombinacije tipa IN (zgoditi se morajo vsi našteti 
dogodki) in tipa ALI (zgoditi se mora vsaj eden od naštetih dogodkov). Tudi 
operacijski sistem Windows podpira podobno funkcionalnost. V 
aplikacijskem programskem vmesniku operacijskega sistema Windows 
obstaja funkcija WaitForMultipleObjects, katere vhodni parametri so 




Vrne informacijo o tem, kateri dogodek je sprožil funkcijo os_evt_wait, da 
je prenehala blokirati trenutno opravilo. Dogodki so zapisani v 16-bitni 
množici, kjer en bit predstavlja en dogodek. Podatek o sprožitvenem 
dogodku je zapisan v podatku eventIndex podatkovne strukture 





Sproži poljuben dogodek ali poljubno kombinacijo dogodkov. To naredi s 
pomočjo podatkovne strukture WIN_TASK_S in funkcije operacijskega 




Pobriše oziroma ponastavi poljuben dogodek ali poljubno kombinacijo 
dogodkov in tako prepreči večkratno proženje funkcije os_evt_wait. Na 
operacijskem sistemu Windows to nalogo opravi funkcija ResetEvent. 
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5.4.3 Funkcije za delo z izključitvenimi in navadnimi semaforji 
Izključitveni semafor in navadni semafor sta osnovna gradnika v večini 
operacijskih sistemov. Uporabljata se za zaščito podatkov pred sočasnim dostopom iz 
različnih opravil. Razlika med njima je v tem, da izključitveni semafor ponuja 
ekskluzivni dostop do podatkov, kar pomeni, da ima dostop do z izključitvenim 
semaforjem zaščitenega področja samo eno opravilo naenkrat. Navadni semafor je 
neke vrste števec, ki pove, koliko enot nekega sredstva je na voljo. Operacijski sistem 








Funkcija poskuša zakleniti sekcijo izvorne kode. Če je sekcija že zaklenjena 
v drugem opravilu, počaka, da se dostop do sekcije sprosti oziroma prej 




Funkcija sprosti dostop do z izključitvenim semaforjem zaščitene sekcije v 
kodi. 
 




Funkcija inicializira semafor. S posebnim parametrom token_count se 




Funkcija sprosti eno enoto sredstva. 
 
 




Funkcija blokira trenutno opravilo, dokler ne postane enota sredstva na 
voljo ali pa prej poteče poljubno izbran časovni interval. 
 
5.4.4 Funkcije za delo s poštnimi nabiralniki 
Aplikacijski programski vmesnik Windows ne pozna gradnika, kot je poštni 
nabiralnik v operacijskem sistemu RTX, vendar ga ni težko izvesti s pomočjo ostalih 
gradnikov. Poštni nabiralnik je mišljen kot varen in zanesljiv način pošiljanja sporočil 
med opravili. Podatkovna struktura, ki predstavlja poštni nabiralnik v operacijskem 
sistemu Windows, je sestavljena iz treh podatkov: dogodka, izključitvenega semaforja 
in vrste (angl. Queue). Dogodek je namenjen signalizaciji med opravili. Medtem ko 
opravilo čaka na podatek iz poštnega nabiralnika, ga operacijski sistem blokira, dokler 
drugo opravilo ne vpiše podatka v poštni nabiralnik ali pa dokler ne poteče poljubno 
izbran časovni interval. Tako se izognemo nepotrebnemu neprestanemu preverjanju. 
Naloga izključitvenega semaforja je ščitenje vrste pred sočasnim dostopom iz različnih 
opravil. Vrsta pa je podatkovna struktura, kamor se zapisujejo sporočila po principu 




Funkcija inicializira poštni nabiralnik tako, da ustvari izključitveni semafor, 




Funkcija v poštni nabiralnik vstavi novo sporočilo in sproži dogodek, ki 




Če je na voljo, funkcija vzame zadnje sporočilo iz poštnega nabiralnika. V 
nasprotnem primeru blokira trenutno opravilo, dokler se ne pojavi novo 
sporočilo ali izteče predpisan časovni interval. 
 
 




Funkcija samo preveri, ali se v poštnem nabiralniku nahajajo neprevzeta 
sporočila. 
 
5.4.5 Funkcije za delo s časom 
Glavna naloga funkcij za delo s časom je zakasnitev opravila za poljubno izbran 





Najpomembnejša funkcija od vseh treh je os_dly_wait. V operacijskem 
sistemu Windows je njen ekvivalent funkcija Sleep. Pomembna razlika med 
obema funkcijama je v vhodnem parametru. Medtem ko funkcija Sleep kot 
vhodni parameter sprejme zakasnitev v milisekundah, jo funkcija 
os_dly_wait sprejme v tikih, pri čemer je 1 tik časovni interval, ki določa, 




Funkcija nastavi interval, čez koliko časa naj se čakajoče opravilo prebudi. 





Funkcija čaka na potek časovnega intervala, nastavljenega s funkcijo 






Povezljivost je bistvenega pomena za merilne inštrumente, saj je poleg 
grafičnega vmesnika to edini način za upravljanje z inštrumentom in sporočanje 
rezultatov iz inštrumenta. Prav tako je tudi v veliko pomoč pri razvoju vgrajene 
programske opreme, saj nam omogoča vpogled v trenutno dogajanje v inštrumentu. 
Ker smo v inštrumentih uporabili več različnih načinov komuniciranja, smo najprej 
realizirali generični vmesnik oziroma model komunikacijskega kanala. Zasnovo 
vmesnika prikazuje primer 6.1. Zaradi tega je vsa koda na višjem nivoju agnostična 
glede uporabljene vrste komunikacije. Ne glede na to, preko katerega medija 
komuniciramo, ali je to UART, USB, Bluetooth, ali Ethernet, je koda na višjem nivoju 
enaka. Ta ločitev izvedbe od uporabe ima več prednosti. Za razvijalca na višjem 
nivoju, kot je npr. razvijalec grafičnega in uporabniškega vmesnika, ni več potrebe, da 
bi poznal specifike določenega komunikacijskega medija, zadostuje mu poznavanje 
















typedef void (*SETUP_FN)(unsigned int baudRate); 
typedef int (*CHAR_SEND_FN)(char * buf, int length); 
typedef char (*CHAR_GET_FN)(); 
typedef void (*IRQ_CHAR_GET_FN)(char ch, void *argv); 
typedef void (*IRQ_SUBSCRIBE_FN)(IRQ_CHAR_GET_FN fn, void 
*client); 
typedef int (*PREFFERED_PACKET_SIZE_GET_FN)(void); 
 
typedef struct { 
    const SETUP_FN setup; 
    const CHAR_SEND_FN charSend; 
    const CHAR_GET_FN charGet; 
    const IRQ_SUBSCRIBE_FN irqSubscribe; 
    const IRQ_SUBSCRIBE_FN irqUnsubscribe; 
    const PREFFERED_PACKET_SIZE_GET_FN prefferedPacketSizeGet;  
} SERIAL_PORT_S; 
Primer 6.1: Serijski vmesnik 
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Ena od prednosti je tudi možnost izvedbe virtualnega komunikacijskega kanala, 
ki nam omogoča boljšo izolacijo posameznih delov aplikacije oziroma simulacijo neke 
vrste medprocesne komunikacije. Včasih se v določenih inštrumentih uporablja več 
mikrokrmilnikov hkrati, kjer vsak ločeno opravlja svoje delo, med seboj pa 
komunicirajo preko serijske komunikacije. Ko se čez čas na trgu pojavijo zmogljivejši 
mikrokrmilniki, se lahko posamezne funkcije iz drugih mikrokrmilnikov realizirajo v 
enem samem. Lahko se uporabi kar ista koda, kot je bila že prej v ostalih 
mikrokrmilnikih, ki se jo poveže z virtualnimi komunikacijskimi kanali brez kakšnega 
večjega posega v že obstoječo kodo.  
 
Ker je za višji nivo vseeno, katera vrsta komunikacije se uporablja, je za potrebe 
simulatorja zadosti, da se prilagodi samo eden od komunikacijskih kanalov. Mi smo 
sprva prilagodili samo serijski komunikacijski kanal, da je znal koristiti serijsko 
komunikacijo iz osebnega računalnika preko aplikacijskega programskega vmesnika  
operacijskega sistema Windows. Tako smo lahko preko serijskih vrat osebnega 
računalnika dostopali do simulatorja. To se ni izkazalo za najbolj praktično, saj smo 
potrebovali še en računalnik, ki ga je bilo treba priklopiti na serijska vrata osebnega 
računalnika, ki je poganjal simulator. S pomočjo prosto dostopnega programa 
com0com [16] smo to omejitev odpravili. Program namreč omogoča izgradnjo 
virtualnih serijskih vrat na enem računalniku, ki se potem lahko med seboj povezujejo 
v pare. V realnosti to izgleda tako, da se ustvari dvoje virtualnih serijskih vrat, npr. 
COM4 in COM16, ki so med seboj povezana transparentno. Ena serijska vrata se 
dodelijo simulatorju, druga pa so na voljo bodisi za naše aplikacije na osebnem 
računalniku bodisi za terminal. Kar se vpiše na vhod enih virtualnih serijskih vrat, se 
pojavi na izhodu drugih in obratno. To nam omogoča, da lahko na istem računalniku 
preko orodja Visual Studio s pomočjo simulatorja razhroščujemo vgrajeno aplikacijo 
in hkrati komuniciramo z njo preko terminala. Kasneje je bil prilagojen še mrežni 
serijski kanal, ki omogoča inštrumentu povezavo z osebnim računalnikom preko 
protokola TCP/IP. To nam je omogočilo lažje odkrivanje težav z zmogljivostjo, ki smo 
jih imeli z mrežno komunikacijo na inštrumentu. Ker tudi knjižnica za protokol 
TCP/IP podpira vtičnike Berkley (angl. Berkley sockets) z nekaj izjemami, je bil 





7 Datotečni sistem 
V inštrumentih večje količine podatkov shranjujemo na zunanjo kartico SD, na 
kateri je datotečni sistem FAT32. V ta namen si pomagamo z zunanjo odprtokodno 
knjižnico FatFS, ki je narejena posebej za vgrajene sisteme. Njen aplikacijski vmesnik 
je podoben standardnemu aplikacijskemu programskemu vmesniku jezika C za delo z 
datotekami z nekaj razlikami. Na računalniku je vseeno, kakšen je datotečni sistem, 
saj je na voljo standardni C API, ki zagotavlja dobro abstrakcijo. Na začetku smo si 
pomagali tudi s Keilovo knjižnico za datotečni sistem FAT, ki pa se je kasneje izkazala 
za manj primerno kot FatFS. Zaradi razlik med aplikacijskimi programskimi vmesniki 
posameznih izvedb datotečnih sistemov smo se odločili za izgradnjo generičnega 
datotečnega vmesnika. 
 
Glavna podatkovna struktura, ki predstavlja datoteko v naši abstrakciji 
datotečnega sistema, se imenuje MFILE_S, in je pravzaprav ovoj okoli datotečnih 














typedef struct { 
 #ifdef FILE_SYSTEM_KEIL 
  FILE * file; 
 #elif defined FILE_SYSTEM_PC 
  FILE * file; 
 #elif defined FILE_SYSTEM_FATFS 
  FIL * file; 
 #endif     
} MFILE_S; 
Primer 7.1: Podatkovna struktura, ki predstavlja datoteko 
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Poleg podatkovne strukture MFILE_S je pomembna še podatkovna struktura 
MINFO_S, ki vsebuje vse informacije o neki datoteki, ki jih za svoje delo potrebujejo 
posamezne datotečne knjižnice. S pomočjo obeh podatkovnih struktur so izvedene vse 
klasične funkcije za delo z datotekami iz standardne programske knjižnice jezika C in 
še nekaj dodatnih, kot so: mfRename, mfDelete, mfInfoReset, mfFind, mfFree in 
mfDiskSizeGet. 
 
Vsa koda za dostop do datotečnega sistema gre preko generičnega vmesnika, ki 
zna interno izbrati pravilno knjižnico glede na ciljni sistem. Pri prevajanju kode na 
operacijskem sistemu Windows se vklopi Microsoftova standardna knjižnica jezika C 
za delo z datotekami, medtem ko je na inštrumentih trenutno na voljo Keilova 
knjižnica FAT in zunanja odprtokodna knjižnica FatFS. Primer 7.2 prikazuje uporabo 

























// Primer uporabe podatkovne strukture MFILE_S 
 
// Funkcija bere slike iz datotečnega sistema 
// in jih prikazuje na zaslon. Deluje tako v inštrumentu 
// kot v simulatorju na osebnem računalniku. 
void ShowPictures() { 
 MFILE_S * mfile; 
 MFINFO_S finfo; 




        finfo.fileID = 0; 
   
  // mfFind funkcije poišče vse datoteke s končnico ".bmp" 
        while(mfFind("*.bmp", &finfo) == 0) 
  { 
      // odpremo datoteko 
            mfile = mfOpen((char *) finfo.name, M_READ); 
 
            if(mfile != NULL) 
      { 
                buf = (char *) mallocWait(sizeof(char) * finfo.size); 
 
                mfRead(mfile, buf, finfo.size); 
                lcdData->lcdBmpWrite(buf, 0, 0); 
                lcdRefresh(); 
                FREE(buf); 
                mfClose(mfile); 
            } 
 
            delay_ms(1000); 
        } 
    } 
} 
Primer 7.2: Uporaba generične datotečne knjižnice 
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8 Uporabniški vmesnik 
Za uporabnika in kupca je uporabniški vmesnik prvi stik z inštrumentom, na 
podlagi česar si tudi ustvari prvo mnenje. Za uspešnost na trgu je pomembno, da 
uporabniški vmesnik sledi trendom na trgu in daje uporabniku podobno izkušnjo, kot 
je je navajen od drugih potrošniških izdelkov, ki jih bolje pozna. Zaradi tega imajo vsi 
novejši inštrumenti grafični LCD-prikazovalnik za prikaz grafičnega vmesnika in 
tipke za upravljanje. Najnovejši inštrumenti pa imajo tudi že prikazovalnik, občutljiv 
na dotik. Vse to se da dobro simulirati na računalniku. Namesto tipk se lahko uporabi 
tipkovnica, prikazovalnik, občutljiv na dotik, pa se lahko simulira z računalniško 
miško.  
 
V Metrelu imamo velik nabor inštrumentov, primernih za različna področja 
delovanja, in posledično različnih oblik ter funkcionalnosti. Zaradi tega uporabljamo 
različne LCD-prikazovalnike z različnimi grafičnimi krmilniki in prav tako tipkovnice 
z različnim naborom tipk ter vrst priključitev. Zaradi tega je bila že na samem začetku 
potrebna pazljivost pri snovanju gonilnikov za LCD-prikazovalnik in tipkovnico, da 
pri menjavi strojne opreme ne bi bilo nepotrebnih večjih posegov v izvorno kodo.  
 
Tako LCD-gonilnik kot gonilnik za tipkovnico imata standardni generični del, 
ki se ne spreminja in nudi aplikacijski programski vmesnik višjenivojski kodi, ter 
variabilni del, ki je izveden s pomočjo preusmeritvenih datotek, kjer so skrite 
posebnosti posamezne strojne opreme. Z vidika kode inštrumenta sta računalniški 
zaslon in tipkovnica samo še ena posebnost, katere izvedba je skrita v preusmeritvenih 
datotekah. 
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8.1 LCD-prikazovalnik 





Funkcija nosi odgovornost za inicializacijo strojne opreme, kot so npr. 
LCD-krmilnik in vezja za osvetlitev ozadja. Pomembne nastavitve pri 
LCD-krmilniku so hitrost osveževanja zaslona, barvna globina, resolucija, 
časovne nastavitve horizontalne in vertikalne sinhronizacije itd.  
Pri osvetlitvi ozadja so nastavitve odvisne od tipa osvetlitve. Če je 
nastavitev osvetlitve zvezna, je treba inicializirati enoto PWM. Če pa je 
osvetlitev diskretna, zadostuje nastavitev vhodno-izhodnih pinov. V 





To je najpomembnejša funkcija za krmiljenje LCD-zaslona. Ob spremembi 
vsebine začasnega grafičnega pomnilnika poskrbi za prenos slike iz 
internega pomnilnika v LCD-krmilnik in pri tem pazi na pravo obliko 
podatkov, kot je pravilni vrstni red barv, poravnanost posameznih točk itd. 
Sama izvedba je odvisna od vrste LCD-krmilnika. V primeru 
računalniškega zaslona se izvede prenos slike na zaslon preko funkcij 
Windows GDI+. To je nabor funkcij, ki so na voljo od operacijskega 
sistema, npr. omogočajo risanje 2D-grafike na različne naprave, kot so 














Starejši inštrumenti so včasih imeli večinoma tipkovnice, izvedene s pomočjo 
AD-pretvornika. Dandanes imajo mikrokrmilniki za naše potrebe presežek vhodno-
izhodnih pinov in je zato tipkovnica pogosto realizirana kot matrika poljubnega števila 
stolpcev ter vrstic. Število stolpcev in vrstic se razlikuje od inštrumenta do 
inštrumenta. Prav tako se spreminjajo položaji posameznik tipk v matriki. Vse 
specifične funkcije za branje tipkovnice so izvedene v preusmeritveni datoteki. 
 




Funkcija v inštrumentu inicializira matriko in določi tipke ter njihove 




Funkcija vrne trenutno vrednost trenutno pritisnjene tipke ali pa posebno 
vrednost KEY_NO, če ni pritisnjena nobena tipka. Simulator je v osnovi 
okenska aplikacija v operacijskem sistemu Windows, ki večino časa preživi 
v neskončni zanki, kjer čaka na sporočila o dogodkih. Če je bilo simulatorsko 
okno fokusirano v času, ko je bila pritisnjena tipka na tipkovnici, operacijski 
sistem Windows pošlje aplikaciji sporočilo o pritisnjeni tipki. Simulator nato 
prevede tipko v enakovredno tipko na inštrumentu in nastavi globalno 
spremenljivko currentKey na pravo vrednost. Funkcija je v simulatorju 




Ob pritisku tipke ta funkcija obvesti višjenivojsko kodo v gonilniku za 
tipkovnico, da je bila pritisnjena tipka. V inštrumentu je to rešeno strojno, s 
prekinitvijo ob spremembi stanja na pinu. V simulatorju je to rešeno tako, da 
simulator, ko dobi sporočilo o pritisnjeni tipki od operacijskega sistema, 
poleg tega, da nastavi spremenljivko currentKey, pokliče še funkcijo 
keyOnKeyPressed, ki višjenivojski kodi sporoči, da se je zgodil pritisk na 
tipko. 







9 Inštrumenti, razviti s pomočjo simulatorja 
Zadnjih  nekaj let so  bili praktično vsi inštrumenti v podjetju razviti s pomočjo 
simulatorja.  Razvijalci programske opreme lahko začnejo s svojim delom, še preden 
je na voljo strojna oprema in se tako izognejo nepotrebnemu čakanju. K hitrejšemu 
razvoju sta veliko pripomogla tudi poenotenje programskih knjižnic in skupno 
mikrokrmilniško jedro. 
 
Do sedaj je bilo razvitih inštrumentov s pomočjo simulatorja najmanj šest. Tukaj 
bodo predstavljeni le trije najpomembnejši. Vsi inštrumenti se tržijo na svetovnih trgih 
in so v svojih razredih med boljšimi na svetu. Večinoma se prodajajo na tujih trgih. So 
popolnoma lokalizirani in prilagojeni posameznim trgom. 
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9.1 Power Master 
Je ročni večfunkcijski inštrument za merjenje kvalitete električne energije in 
energijske učinkovitosti po standardu za merjenje kvalitete električne energije IEC 
61000-4-30 razred A [17]. Sočasno lahko meri in analizira 4 tokovne in 4 napetostne 
kanale. Vsi kanali se vzorčijo s 16-bitnim analogno-digitalnim pretvornikom. Podatki 
se shranjujejo na zunanjo kartico SD do velikosti 32 GB. Za prikazovanje uporablja 
barvni prikazovalnik 4.3ʺ TFT. Inštrument se lahko obnaša kot naprava USB 2.0 ali 
pa kot gostitelj v primeru priklopa zunanjega ključka. Komunikacija lahko poteka tudi 
preko mrežnega priključka preko protokola TCP/IP. Inštrument samodejno zazna 
tokovne klešče (preko protokola 1-Wire) in tudi samodejno nastavi merilno območje. 
Omogoča tudi priklop zunanjega GPS-sprejemnika zaradi uporabe natančne atomske 
ure. Slika 9.1 prikazuje inštrument in njegovo simulacijo na osebnem računalniku. 
 
 
Slika 9.1: Inštrument Power Master in simulacija 
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S stališča razvoja programske opreme je pri inštrumentu zanimivo, da 
neprestano meri in računa izvedene količine. Izračunali smo, da ustvari približno za 1 
MB podatkov na sekundo v običajnem načinu delovanja. Poleg tega mora zadostiti kar 
nekaj strogim časovnim pogojem in je kot tak tipičen primer razvoja programske 
opreme, ki teče v realnem času. Hkrati je bil prvi inštrument, ki je bil razvit s pomočjo 
simulatorja. Simulator je največ pripomogel k hitrejšemu razvoju grafičnega vmesnika 
in testiranju merilnih metod. Zaradi zasnove simulatorja je bilo enostavno uporabiti 
vnaprej zgenerirane signale, ki so služili kot testni vektorji za preizkušanje merilnih 
metod. 
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9.2 CE Multitester XA 
Je prenosni inštrument, namenjen testiranju električne varnosti in preverjanju 
skladnosti električnih naprav, strojev ter omaric s certifikatom CE [18]. Uporaben je 
tako v laboratoriju kot v proizvodnji liniji. Poleg odlične povezljivosti, saj podpira 
USB 2.0, mrežno povezavo in Bluetooth, ga odlikuje tudi moderni barvni zaslon na 
dotik.  
 
Nekaj najpomembnejših meritev, ki jih inštrument izvaja: 
 
 meritve visoke napetosti (izmenične in enosmerne), 
 meritev izolacijske upornosti, 
 meritve uhajalnih tokov, 
 meritev časa praznjenja in 
 funkcionalne teste (moč, napetost, tok, fazni kot, frekvenca, harmonske 
popačitve …). 
 
Omogoča veliko mero avtomatizacije. Posamezne meritve se lahko poljubno 
združuje v tako imenovane avtoteste, ki so lahko sproženi in vodeni na daljavo, kar je 
še posebej primerno za proizvodne linije. 
 
 
Slika 9.2: Inštrument CE MultitesterXA in simulacija 
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Z vidika razvoja programske opreme je zanimivo, da je v nasprotju  z inštrumentom 
Power Master računsko res veliko manj zahteven, a je hkrati dosti bolj kompleksen 
zaradi strojne opreme. Inštrument vsebuje kar štiri mikrokrmilnike, ki so med seboj 
povezani z namenom, da delujejo usklajeno. Slika 9.2 prikazuje inštrument in njegovo 
simulacijo na osebnem računalniku. 
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9.3 Eurotest XC 
Je ročni inštrument, namenjen testiranju varnosti električnih inštalacij [19]. 
Primeren je za terensko delo. Po opravljenem celodnevnem delu lahko uporabnik s 
pomočjo priložene programske opreme izdela poročila po različnih standardih. 
Uporablja moderni barvni zaslon na dotik in podpira podobno široko paleto 
komunikacijskih povezav kot ostala dva do sedaj predstavljena inštrumenta. Slika 9.3 




Slika 9.3: Inštrument Eurotest XC in simulacija 
 
Nekaj najpomembnejših meritev, ki jih inštrument izvaja: 
 
 meritev izolacijske upornosti, 
 meritev zveznosti zaščitnih vodnikov, 
 meritev ozemljitvene upornosti, 
 meritev faznega zaporedja, 
 meritve moči in harmonikov, 
 meritev impedance napajalne zanke, 
 testiranje zaščitnih stikal na diferenčni tok. 
 
Strojni del sestavljata dva mikrokrmilnika, ki sta med seboj povezana. Medtem ko en 
mikrokrmilnik opravlja meritve, drugi skrbi za uporabniški vmesnik in komunikacijo. 
Simulator je največ pripomogel k hitremu razvoju uporabniškega vmesnika in 





Razvijanje programske opreme za inštrumente s pomočjo simulatorja v podjetju 
Metrel, d. d., se je izkazalo za zelo uspešno. Za dokaz služi dejstvo, da so bili vsi 
inštrumenti v zadnjih petih letih razviti s pomočjo simulatorja. V tem času se je zelo 
spremenil način dela razvijalcev programske opreme. Simulator je omogočil razvijanje 
programske opreme, še preden je bila pripravljena strojna oprema, in neprekinjeno 
razvijanje v primeru težav na strojni opremi. V razvoju sta nastala dva nova tipa 
razvijalca programske opreme za inštrumente: aplikacijski in sistemski tip. Medtem 
ko se sistemski tip razvijalca ukvarja z oživljanjem strojne opreme in prilagajanjem 
simulatorja, se aplikacijski tip razvijalca lahko popolnoma posveti meritvam in 
uporabniškemu vmesniku. Razvojni cikel se je temu primerno skrajšal, ker se lahko 
spremembe v kodi preverijo veliko hitreje. 
 
Aplikacijski razvijalci veliko redkeje testirajo kodo na inštrumentu, kar včasih 
povzroči tudi nevšečnosti. Lahko se zgodi, da Keilov prevajalnik C/C++ sporoči 
napako pri prevajanju kode, ki se prevede brez problema z Microsoftovim 
prevajalnikom C/C++. Na splošno se je izkazalo, da je Keilov prevajalnik za okolje 
operacijskega sistema RTX veliko bolj rigorozen kot prevajalnik za okolje Windows. 
Sami smo naleteli na težavo, ko smo mesec dni razvijali določeno funkcionalnost, ki 
je močno temeljila na datotečnem sistemu. V vsem tem času funkcionalnosti na 
inštrumentu nismo preizkusili, ker smo zaupali simulatorju, kjer je koda delovala 
pravilno. Izkazalo se je, da so si knjižnice za delo z datotečnimi sistemi zelo različne 
kljub podobnemu vmesniku. Knjižnice, ki smo jih uporabili na mikrokrmilnikih, so 
bile navkljub podobnim specifikacijam funkcionalno bistveno manj zmogljive od 
enakovrednih knjižnic na osebnem računalniku. Predvsem so bili problemi pri 
sočasnem dostopu do datotečnega sistema iz različnih niti. Take subtilne izvedbene 
razlike je treba vedno imeti v mislih, ko se v enem računalniškem okolju razvija za 
drugo, predvsem manj zmogljivo vgrajeno okolje. 
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Včasih je prišlo tudi do obratne situacije, ko je ista koda pravilno delovala v 
inštrumentu, v simulatorju pa je prihajalo do napak. To se je dogajalo predvsem na 
začetku, ko je bila večina kode že napisana v inštrumentu in se je šele prenašala v 
simulator. Lep primer take napake se je zgodil sodelavcu, ki je uporabljal kazalce na 
podatkovne strukture še potem, ko jih je že sprostil. V inštrumentu se napaka v 
delovanju ni odrazila, saj so bili podatki še vedno na isti lokaciji, vsaj do naslednjega 
ukaza za alokacijo spomina, medtem ko je operacijski sistem Windows isto spominsko 
lokacijo takoj sprostil in podatke za vedno zbrisal. 
 
Simulator je na nivoju podjetja naredil še en doprinos. Tudi oddelka marketinga 
in prodaje sta namreč lahko uporabila simulator pri svojih aktivnostih. Ker je simulator 
samo aplikacija z nekaj datotekami na disku, jo je enostavno deliti z ostalimi 
zainteresiranimi osebami. Najnovejše spremembe in funkcionalnosti so tako hitreje 
stestirane in pregledane. Simulator se je izkazal tudi za nepogrešljivi pripomoček pri 
pisanju dokumentacije in izdelavi marketinškega materiala, ker omogoča hitrejši 
zajem podatkov ter slike prikazovalnika iz virtualnega inštrumenta. 
Trenutno poteka razvoj simulatorja dalje in se prilagaja tako novi strojni opremi kot 
vseskozi spremenljivemu razvojnemu okolju na osebnem računalniku. Razvit je bil 
tudi vmesnik z jezikom C# [20], kar nam omogoča hitrejše in predvsem lažje pisanje 
grafičnega vmesnika simulatorja. Sam simulator je tako sestavljen iz dveh delov. Samo 
jedro simulatorja je v dinamični povezani knjižnici (angl. Dynamic linked library), ki 
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A Primer programa operacijskega sistema RTX 
#include "RTL.h" 
 
#define EVENT_ID  (0x01) 





// Task 1 




  // Task opravlja neko delo. 
  doSomething(); 
   
  // Gre v spanje za 50 ms. 
  os_dly_wait(5); 
   
// Signalizira tasku 2, da lahko prične/nadaljuje s    
// svojim delom. 
  os_evt_set(EVENT_ID, task2); 
   
  // Čaka na signal iz taska 2. Ponovi celoten postopek. 




// Task 2 




  // Čaka na signal iz taska 1. 
  os_evt_wait_or(EVENT_ID, INFINITE_TIME); 
   
  // Opravlja svoje delo. 
  doSomethingElse(); 
   
  // Gre v spanje za 20 ms. 
  os_dly_wait(2); 
   
  // Signalizira tasku 1, da lahko zopet prične z delom. 
  os_evt_set(EVENT_ID, task1); 





// Task init. 
__task void taskInit (void) 
{ 
 // Ustvari in zažene task 1 in 2. 
 task1 = os_tsk_create(doWork1, 1); 
 task2 = os_tsk_create(doWork2, 1); 
} 
 
void main (void) 
{ 



















// Thread 1 




  // Task opravlja neko delo. 
  doSomething(); 
   
  // Gre v spanje za 50 ms. 
  Sleep(50); 
   
  // Signalizira tasku 2, da lahko prične/nadaljuje s 
svojim delom. 
  SetEvent(event2); 
   
  // Čaka na signal iz taska 2. Ponovi celoten postopek. 




// Thread 2 




  // Čaka na signal iz taska 1. 
  WaitForSingleObject(event2, INFINITE); 
   
  // Opravlja svoje delo. 
  doSomethingElse(); 
   
  // Gre v spanje za 20 ms. 
  Sleep(20); 
   
  // Signalizira tasku 1, da lahko zopet prične z delom. 
  SetEvent(event1); 





int main(int argc, char* argv[]) 
{ 
 // Ustvari oba eventa za signalizacijo med threadi. 
 event1 = CreateEvent(NULL, FALSE, FALSE, NULL); 
 event2 = CreateEvent(NULL, FALSE, FALSE, NULL); 
 
 // Ustvari oba threada. 
 thread1 = (HANDLE)_beginthreadex(0, 0, &doWork1, (void*)0, 0, 
0); 
 thread2 = (HANDLE)_beginthreadex(0, 0, &doWork2, (void*)0, 0, 
0); 
 
// Čaka na zaključek obeh threadov, ki se v tem primeru nikoli 
// ne zgodi. 
 WaitForSingleObject(thread1, INFINITE); 
 WaitForSingleObject(thread2, INFINITE); 
  






 return 0; 
} 
