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Abstrakt 
Tato práce se zabývá tvorbou grafického dema s využitím inverzní kinematiky. Vysvětluje motivaci 
k jeho tvorbě, stručně se zmiňuje také o historii dema a principech animace. Poměrně podrobně 
popisuje základy i terminologii potřebnou k pochopení problematiky inverzní kinematiky a poté jsou 
zde uvedeny vybrané algoritmy. Na problematiku inverzní kinematiky se navazuje také v oddílu, kde 
se popisují principy skinningu. Jsou zde také zmíněny principy detekce kolizí a na závěr se detailně 
vysvětlují vybrané techniky, které se využívají v grafickém demu, například L-systémy a 
procedurální textury. 
 
 
 
 
Klíčová slova 
Inverzní kinematika, grafické demo, animace, Eulerovi úhly, klouby, kosti, metoda CCD, inverze 
jakobiánu, DH-notace, skeletální animace, skinning, skybox, výšková mapa, terén. L-systémy, 
procedurální textury, Perlinův šum 
 
Abstract 
This work deals with the creation of a graphic demo with the use of inverse kinematics. It explains the 
motivations that led to the creation of the demo; it briefly mentions the history of the demo as well as 
the principles of animation. It describes in detail the fundamentals of inverse kinematics as well as the 
terminology needed for the understanding of inverse kinematics. It also includes some selected 
algorithms. The issue of inverse kinematics is further developed in the part of the work where the 
principles of skinning are being described. The principles of the collision detection are also 
mentioned here. The conclusion consists of a detailed explanation of some of the techniques used in 
graphic demo, such as the L-systems or procedural textures.  
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1 Úvod 
Od zhlédnutí, pro mě, prvního počítačem animovaného filmu uplynulo již mnoho let.Už si ani nejsem 
jistá, zda to byl slavný Toy Story nebo nějaký jiný film. Přesto od té chvíle jsem věděla, že tohle je 
oblast, která mě bude zajímat a které bych se chtěla věnovat. Většinu lidí by asi lákalo mít možnost si 
takto vytvořit svůj vlastní příběh, mne ale daleko více lákalo vědět, jaké metody byly při vytváření 
filmu použity. Jak je možné, že se postavičky hýbou a působí jako živé? Kdo s nimi hýbe? Toho přeci 
není dosaženo technikou snímkování, při které animátoři vždy pohnou nohou/rukou jen o kousíček a 
udělají snímek. Takovéto úvahy mne dovedly až k poznání principu inverzní kinematiky, která se pro 
rozpohybování animovaných postaviček obvykle používá.  
 Tvorba grafického dema zahrnuje zvládnutí mnoha algoritmů z různých oblastí počítačové 
grafiky.  V této práci se budu hlavně věnovat vybraným principům počítačové animace za pomocí 
inverzní kinematiky. Ve druhé kapitole stručně nastiňuji fenomén grafického dema, v rámci kterého 
bude tato animace s užitím inverzní kinematiky použita. V dalších kapitolách se budu věnovat 
problematice skeletální animace, detekce kolizí, procedurálním modelům jako jsou třeba L-systémy a 
procedurálním texturám.  
 Kapitoly jsou rozčleněny podle tematických okruhů tak, jak na ně v průběhu tvorby dema 
přicházela řada. V prvních kapitoly této práce jsou spíše teoretické. Zabývám se v nich nastudovanou 
teorií, běžně užívanými algoritmy, jejich rozčleněním a případy použití. Teprve pak následují kapitoly 
věnované implementaci.  
 
2 Grafické demo 
Grafické demo nebo také intro je fenomén, který se v oblasti informatiky vyskytuje od 80. let 
minulého století. Má své prvopočátky v grafických prezentacích, které přidávali „crackeři“ do her, 
v nichž se jim úspěšně podařilo prolomit ochranu. Nedlouho poté se ale grafická intra začala objevovat 
také i samostatně jako ukázka programátorských schopností jejich autorů a dá se říct i jako svébytné 
umělecké dílo. Tak tomu je dodnes, i když najdou se i odvětví, kde grafické demo slouží například 
k demonstraci schopností hardwaru.  
Grafické demo obvykle bývá rozděleno do kategorií, které se liší podle velkosti výsledného 
spustitelného souboru. Nejznámější kategorie jsou 128kB, 64kB, 4kB, 256B. Aby bylo možné vytvořit 
takto „malý“ spustitelný soubor, je třeba značné vynalézavosti a tyto podmínky přímo vybízejí 
k originálním řešením problémů spojených s grafickými nebo zvukovými výstupy.  
Některé zásady pro tvorbu dem s omezenou velkostí jsou poměrně známy. Jedná se například o 
omezení počtu knihoven používaných v programu. Připojují se jen ty nejdůležitější a případné 
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chybějící funkce se doprogramují. Nepoužívají se žádné externí objekty, jako třeba modely z 3D 
studia apod. Ukládají se jen klíčová data objektů, zbytek se dopočítává pomocí různých funkcí. 
Nepoužívají se soubory s texturou a textury se zásadně generují.  
Tyto zásady vedoucí k omezení velikosti není zas tak těžké dodržet pokud chceme vytvořit 
nějaké abstraktní demo. Ovšem jestliže v něm chceme nějaký konkrétní model, je to již poněkud 
problém. Pak obvykle musíme zvolit nějaký kompromis mezi úrovní detailů modelu (počtem jeho 
polygonů) a velikostí výsledného dema. Takovéto dilema se mi nechtělo řešit. Nemám ambice se 
účastnit případných soutěží pro dema s omezenou velikostí a obvykle raději volím lépe vypadající 
výsledek i za cenu větší velikosti souboru. Proto jsem se rozhodla, že se velikostí výsledného souboru 
nenechám limitovat.  
Některé techniky používané pro snížení velikosti výsledného souboru shledávám ovšem za 
velice zajímavé a proto jsem je také v demu použila. Jedná se zde hlavně o tvorbu procedurálních 
textur a modelování rostlin s využitím L-systémů atd.  
 
3 Počítačová animace 
Počítačovou animaci můžeme chápat jako zobrazování dynamické scény, která je výsledkem 
posloupnosti obrazů. Ve scéně se mohou pohybovat různé objekty, ale také se může pohybovat sama 
kamera a vše snímat z různých úhlů. Postup je následující: sestavíme si model scény, umístíme do něj 
kameru a v diskrétních časových okamžicích model zobrazíme. Klasická animace má velice podobný 
postup jako ta počítačová. Daná scéna je snímaná také v určitých časových okamžicích a animovaný 
film vznikne přehráním vzniklých snímků za sebou. Záleží zde také na rychlosti, se  kterou snímky 
pouštíme. Televizní snímky většinou obsahují 25 snímků za sekundu. Pokud je jich méně, pohyb na 
snímcích není dostatečně plynulý. 
Počítačová animace má na rozdíl od ruční animace řadu výhod. Umožňuje nám aplikovat 
algoritmy k simulaci fyzikálních jevů, jako je třeba detekce kolizí, proudění vody nebo třeba i 
algoritmy simulující davy lidí a podobně. Odpadá také pracná část s animováním pohybu objektů.  
Počítačový animátor tak nemusí například simulaci pohybujícího auta provádět ručně, nastavením 
polohy a orientace v každém snímku. Místo toho stačí pouze nastavit počáteční podmínky a spustit 
simulaci. Uživatel tak získá realistickou animaci, ke které stačí jen již zmíněné, zadání počátečních 
podmínek a spuštěni simulace. Pak přicházejí na řadu například algoritmy přímé a inverzní 
kinematiky, které se používají k simulaci pohybu vzájemně spojených nepružných struktur.  
Pokud uvažujeme o počítačové animaci, máme na mysli většinou pohyb. Jak je každému 
známo, pohyb může mít mnoho odlišných forem. Může se jednat o posouvání hračky na stole, 
třepetání listů ve větru nebo třeba o tekoucí vodu z kohoutku.  Pro tyto druhy pohybu neexistuje 
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jednotný popis a to ani z fyzikálního hlediska tak ani z algoritmického. Pro každý druh pohybu 
existuje množství algoritmů, které každý po svém řeší dílčí úlohy počítačové animace.  
Počítačovou animace je dvou druhů: nízkoúrovňová a vysokoúrovňová [1]. Díky rozdělení 
operací na vyšší a nižší můžeme vytvářet takzvané knihovny pohybů, které slouží jako stavební 
kameny pro vyšší úrovně animace. Umožní nám to například vytvořit knihovnu gest, kroků nebo 
kolizí. Tyto základní funkce mohou být parametrizovatelné.  
3.1 Nízkoúrovňová počítačová animace 
Dalo by se říci, že nízkoúrovňová počítačová animace [1] má asi nejblíže k teorii křivek. Zabýváme se 
v ní reprezentací pohybu objektu po spojité dráze, jeho rychlostí, orientací, směrem atd. V počítačové 
animaci se křivky užívají především pro definici dráhy a orientace objektů. Abychom mohli vytvořit 
posloupnost obrazů podobných klasické animaci, musíme nejprve najít interpolační křivku pohybu. 
Nejprve se definuje dráha objektu, určí se změny rychlosti a nakonec se určí orientace objektu.  
 Z lokálního souřadnicového systému se určí orientace objektu, který se natáčí a pohybuje po 
dráze určené křivkou.  Interpolací ze zadaných klíčových poloh se získá poloha objektu a pomocí 
parametrizace křivky, která těmito body prochází, se určí rychlost.  
3.2 Vysokoúrovňová počítačová animace 
Jak již výše bylo řečeno, vysokoúrovňová animace se skládá z dílčích částí nízkoúroňové animace. Do 
této oblasti spadají algoritmy inverzní a dopředné (přímé) kinematiky a algoritmy, které se používají 
pro detekci kolizí aj.  
3.2.1 Kinematika 
Kinematika je odvětví mechaniky, které se zabývá popisem pohybu objektů bez ohledu na příčiny 
vedoucí k tomuto pohybu. Z fyzikálního hlediska může být pohyb dvojího druhu: translační nebo 
rotační. Uvažujeme-li ovšem o reálných situacích, velice často je pohyb tělesa kombinací obou druhů. 
Kinematiku můžeme rozdělit na dvě odvětví, která se vzájemně liší vztahem mezi částmi objektu a 
výsledným pohybem. Jedná se o dopřednou a inverzní kinematiku [2]. 
Základní koncept dopředné kinematiky (anglicky forward kinematics) je počítání pozice 
jednotlivých částí modelu ve stanovené době z polohy a orientace objektu, dohromady s informacemi 
o kloubech daného modelu. Vezmeme-li jako příklad třeba model lidské paže a pokud budeme 
předpokládat, že ramenní kloub je na fixní pozici, pozice špičky ukazováčku na ruce se vypočítá 
z úhlů ramene, lokte, zápěstí a kloubů na prstu. Pokud má být model celá lidská postava, musí se 
počítání pozice ukazováčku odvíjet od jiných vlastností modelu. Poloha prstu je tedy funkčně závislá 
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na úhlech kloubů. Znamená-li funkce ƒ výpočet pozice a orientace prstu, tak lze dopřednou 
kinematiku vyjádřit vztahem:  	
    ú 
ů 
Inverzní kinematika na rozdíl od dopředné kinematiky má opačný přístup k problematice. Dá 
se o ní říci, že je to jakési plánování. Z cílové pozice jednotlivých částí modelu je schopna vypočítat 
parametry kinematického řetězce. Vezmeme-li opět případ lidské ruky, tak z pozice prstu je schopna 
dopočítat úhly jednotlivých kloubů.  
ú 
ů     	
 
Původ inverzní kinematiky je třeba hledat v robotice, kde našla své první uplatnění. V dnešní době je 
ale pro své vlastnosti hojně využívána i při programování počítačových her nebo ve 3D animaci. 
Například pokud v animaci požadujeme, aby postava rukou sáhla pro sklenici, je pro animátora daleko 
snazší zadávat pouze cílové souřadnice než nastavení jednotlivých úhlů a při tom pamatovat i na 
omezení kloubů a přirozenost pohybu. Animátoři proto mohou využívat inverzní kinematiku ve 
spolupráci s motion capture systémy, kde z několika snímaných bodů dokáže vypočítat nastavení 
jednotlivých kloubů. Inverzní kinematika ale nemá uplatnění pouze v počítačové grafice. Existují 
některé nástroje využívající inverzní kinematiku postav k ověření ergonomie při práci s nástroji, 
k docílení vhodného rozmístění ovládacích prvků v kabině automobilu atd [3].  
3.3 Popis animovaného objektu 
Pokud chceme animovat pohyb nějakého objektu, je potřeba znát jeho vlastnosti. Nejprve si musíme 
ujasnit, co daný objekt bude v animaci reprezentovat, abychom co nejlépe popsali jeho skutečné 
vlastnosti. Například automobil a jeho pohyb budeme popisovat naprosto jinak než pohyb člověka. Já 
jsem si zvolila ve své animaci postavu pavouka. Principiálně se model pavouka dá popsat velice 
podobně jako třeba výše zmíněný člověk. To znamená pomocí kostí a kloubů, které tvoří takzvanou 
kloubovou strukturu, se kterou budou pracovat animační algoritmy. 
  Pro popis animačních algoritmů je vhodné si zavést několik pojmů. Koncový efektor je 
element objektu, pro který je známa cílová pozice. Ve výše zmíněném případě s paží člověka 
koncovým efektorem by byla špička ukazováčku. Polohu, do které je nutné koncový efektor situovat, 
nazveme jednoduše cílem. Měnící se část kloubové struktury je připojena ke statické části, která se 
nazývá báze. V případě lidské paže bude takovou bází ramenní kloub. Ta část kloubové struktury, 
která je animací ovlivňována se nazývá kinematický řetězec. Kinematický řetězec je z jedné strany 
ohraničen efektorem a z druhé strany bází [2]. 
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3.3.1 Klouby 
Pohyb každé kostry umožňují klouby. Jak jsem je již výše zmínila, existují dva druhy pohybů: 
posuvný a rotační. Klouby také mohou být dvojího druhu: posuvné a rotační. Posuvné klouby 
umožňují pohyb ve směru segmentu. Takovéto klouby se vyskytují třeba u robotických ramen, které 
umožňují teleskopické prodloužení. Druhý typ kloubu je rotační, které má jak robot, tak i člověk, nebo 
třeba i pavouk. Rotační klouby umožňují pohyb kolem svého středu. Jak si jistě všichni 
uvědomujeme, svět kolem nás je trojrozměrný a proto i klouby se teoreticky mohou otáčet kolem 
všech tří pomyslných geometrických os. Avšak ne všechny klouby to umožňují. Pokud si vezmeme za 
příklad opět člověka a jeho paži, tak třeba poslední kloub jeho ukazováčku umožňuje jen jeden druh 
rotace.  
Pro popis rozdílných vlastností kloubů se zavádí pojem stupeň volnosti.  Zmíněný poslední 
kloub na ukazováčku  má stupeň volnosti 1DOF (Degrees of freedom), zatímco rameno může otáčet 
rukou do všech směrů a má tak tři stupně volnosti (3DOF).  A na základě znalostí z kapitoly 3.3.2 si 
můžeme dovolit kloub s jeho třemi stupni volnosti rozložit na tři dílčí klouby o jenom stupni volnosti.  
 
Obrázek 1: Rozdělení kloubu na dílčí klouby [2] 
 
Pokud uvažujeme nad člověkem, nemůžeme zanedbat pořadí rotací kolem jednotlivých úhlů. 
Výsledný pohyb by v některých momentech vypadal nepřirozeně. Ovšem v mém případě pavouka 
jsem se rozhodla, že tento problém zanedbám, protože se nepokouším o nějakou přesnou simulaci 
pohybu a mohu si dovolit realitu mírně zkreslit.  
 
3.3.2 Reprezentace úhlů ve 3D 
Ač se to na první pohled nezdá, reprezentace úhlu ve 3D není úplně triviální záležitostí. Do 
problematiky se dá poměrně velice snadno tak říkajíc „zamotat“, proto jsem se jí rozhodla věnovat 
následující kapitolu. Problematika je to poměrně obsáhlá, ale k jejímu pochopení si člověk vystačí se 
základními znalostmi operací s maticemi a se znalostí goniometrických funkcí. Zbytek je ukázán 
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názorně pomocí obrázků. Existuje několik způsobů jak vyjádřit orientaci a natočení ve 3D. Asi 
nejpoužívanější metody vyjádření jsou pomocí matic, Eulerových úhlů, rotace osa-úhel a čtveřic 
(quaternions). Každá z uvedených metod má své výhody, ale také nevýhody. Já jsem se rozhodla 
použít vyjádření pomocí Eulerových úhlů, protože mi tato reprezentace přijde jako nejintuitivnější a 
při psaní algoritmů inverzní kinematiky jsem si je v daném trojrozměrném prostoru nejsnáze 
představila a posléze jsem rotaci implementovala klasicky v OpenGL za pomoci rotačních matic. 
3.3.2.1 Eulerovy úhly a vyjádření pomocí matic 
Tato metoda reprezentace úhlů v prostoru je pojmenovaná po známém matematikovi Leonhardu 
Eulerovi, který dokázal, že sekvence otáčení o nějaký úhel je ekvivalentní k jednomu velkému otočení 
o úhel.  
 Základní myšlenkou teorie Eulerových úhlů je definování natočení o úhel jako posloupnost tří 
rotací okolo tří vzájemně kolmých os. Toto zní komplikovaně, ale vlastně je to velice intuitivní. A 
přestože říkáme, že se jedná o otočení o úhel, Eulerovy úhly spíše popisují libovolnou rotaci.  Rotace 
bude fungovat kolem všech tří os v libovolném pořadí. Ale přesto je dobré používat určitou notaci.  
Princip Eulerových úhlů [5] a [13] je nejlépe vidět na následujících obrázcích 2-4, kde je 
použit takzvaný princip levé ruky, kde +x je doprava, +y je směrem nahoru a +z je dopředu ven 
z dlaně. Pozitivní rotace kolem y rotuje doprava ve směru hodinových ručiček při pohledu shora. 
 
 
Obrázek 2: Rotace kolem osy y[5] 
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Poté co byla aplikována rotace kolem osy y, je provedena rotace kolem osy x. Je tím ovšem 
myšlena osa objektu. Ne původní inerciální plocha x. Je důležité zůstat v souladu s pravidlem levé 
ruky. Zpravidla pozitivní rotace otáčí kolem x směrem dolů. Dalo by se říci, že se jedná o úhel 
náklonu.  
 
Obrázek 3: Rotace kolem osy x souřadného systému objektu [5] 
 
 
Obrázek 4: Rotace kolem osy z [5] 
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Na posledním obrázku je vidět rotace kolem osy z. Znovu je to osa objektu a ne původní 
inerciální plocha. Pravidlo levé ruky tady určuje, že pozitivní rotace je zde PROTI směru hodinových 
ručiček při pohledu směřujícího do +z.  
Pomocí matice se rotace kolem osy x dá vyjádřit následovně: 
  1 0 00  0     
Kde  ! 0 a značí rotaci proti hodinovým ručičkám v rovině x = 0. Předpokládá se, že 
pozorovatel je umístěn na straně roviny s " ! 0 a dívá se směrem k počátku. Matice rotace kolem osy 
y má takovýto tvar: 
#    0 0 1 0 0   
Kde opět  ! 0 a značí rotaci proti hodinovým ručičkám v rovině y = 0. Pozorovatel je 
umístěn v rovině kladných hodnot y a dívá se směrem k počátku. 
Poslední matice, kterou zbývá ukázat je matice rotace kolem osy z. Opět platí, že  ! 0 a 
značí rotaci proti hodinovým ručičkám v rovině z = 0. Předpokládá se, že pozorovatel je umístěn na 
straně roviny s $ ! 0 a dívá se směrem k počátku. 
%    0  00 0 1  
Rotace o úhel okolo libovolné osy obsahující počátek a mající jednotkový vektor směru 
&'(  & , &# , &% je dána *'(  + , - , 1  -., kde I je matice identity: 
-   0 &$ &&$ 0 &"& &" 0   
Úhel  ! 0 opět značí rotaci proti hodinovým ručičkám v rovině &'( · ", $,    0. 
3.3.3 Násobení rotačních matic 
Ač se to na první pohled nezdá, poměrně náročný problém je výpočet součinu matic, jako produktu 
rotace okolo souřadnicových os. V projektu na mnoha místech využívám transformační a rotační 
matice, dá se proto předpokládat, že nastanou i případy, kdy je nutné si spočítat souřadnice objektu po 
provedení několika rotací kolem libovolných os.  Konkrétně třeba tato situace v projektu nastala třeba 
při detekci kolizí mezi efektorem a terénem. Abychom vůbec mohli detekovat kolizi, potřebovali jsme 
znát souřadnice efektoru ve stejném souřadném systému, v jakém se nachází terén a zde právě přichází 
na řadu součin rotačních matic. 
  Forma násobení závisí na potřebách aplikace a na tom, co je specifikováno. Například 
můžeme chtít zjistit výsledek několikanásobné rotace rotace    ##%% pro nějaké 
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úhly , #  %. Pořadí je xyz. Pět jiných možností je xzy, yxz, yzx, zxy a zyx.  V následujících 
řádcích užívám notaci ca = cos0 a sa=sin0 pro a = x,y,z. 
3.3.3.1 Násobení rotačních matic v pořadí RxRyRz 
Nastavení R = [rij] pro 0 ≤ i ≤ 2 a 0 ≤ j ≤ 2. Formální vynásobení rotačních matic ##%% je: 
11 1 1.1  ..1 . ..  
#% #% #%# , % %  #% #%# ,% % , #% #   
Toto je výsledná matice, pokud vynásobíme všechny tři rotační matice mezi sebou. Z této 
podoby se velice snadno dají vypočítat „nové“ souřadnice rotovaného objektu, za předpokladu, že 
známe úhly, o které se objekt otočil.  
Ovšem pokud potřebujeme dopočítat úhly otočení, je situace složitější. Z výše uvedené matice 
plyne, že #  1., tím pádem úhel #  -1.. Jestliže platí # 2 34. , 4.5, tak # 6 0 a #,   ., .., v tom případě můžeme vypočítat   7., ... Podobně se 
spočítá #8%,%9  1, 11 a z toho plyne, že %  71, 11. 
 Jestliže je #  4., pak tedy #  1  #  0. V tom případě: 
;1 .1 .<  ; % , % %  %%,% % , %<   =  % ,   % ,  % ,   % , > 
Proto % ,   71, . Jedna z  možností je %  0 a   71, .  
Jestliže #   4., pak #  1  #  0.  
;1 .1 .<  ;% , % % , %%,% %  %<   = %    %   %    %  > 
Proto %    721, . Protože je tam  jeden stupeň volnosti a tak faktorizace není 
jednoznačná a jedna z možností je %  0 a   71, .  
Obdobně postupujeme i pro všechny ostatní možné faktorizace. Více viz [13]. 
3.4 Algoritmy inverzní kinematiky 
Algoritmy inverzní kinematiky mohou být charakterizovány buď jako analytické nebo jako 
numerické. Analytické metody nebo také exaktní jsou takříkajíc kompletní, jakmile najdou všechny 
možné řešení. Tyto metody se dále dělí na řešení v uzavřeném tvaru a metody založené na algebraické 
eliminaci. Jsou přesnější, spolehlivější a rychlejší než numerické metody. Obecně poskytují všechna 
řešení problému inverzní kinematiky. Mohou být velmi obtížně rozšířitelné. Pokud se například 
rozhodneme přidat další spoj na konec kinematického řetězce, může být nutné změnit celý algoritmus.  
 Numerické nebo také iterativní metody jsou protikladem analytických metod.  K řešení se 
přibližují v jednotlivých iteracích po malých krocích. Když je krok příliš velký, rozdělí ho na 
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dostatečné množství malých kroků. Hlavní výhodou těchto algoritmů oproti analytickým metodám je, 
že se lépe chovají v situacích, kdy je kinematický řetězec téměř napnutý. 
Pro účely grafického dema považuji za nejpoužitelnější právě algoritmy založené na 
iterativních metodách. V této skupině se vyskytuje velké množství algoritmů. Pokud pomineme 
Newton-Rapshonovu metodu řešení nelineárních rovnic, metodu redundantních manipulátorů, 
metodu cyklického spádu koordinát a metody založené na diferenciálních rovnicích, máme tu metody 
jako je Inverze jakobiánu, Transpozice jakobiánu a metodu CCD – Cyclic Coordinate Descent. [6] 
Ve své diplomové práci jsem si nakonec zvolila implementovat metodu CCD. Přesto se níže 
zmiňuji podrobněji i o metodě Inverze Jakobiánu. Je to z toho důvodu, že jsem velice dlouho váhala, 
kterou z nich mám použít. 
3.4.1 Inverze jakobiánu 
Metoda Inverze Jakobiánu [1] popisuje pozici efektoru a úhly kloub pomocí soustavy nelineárních 
rovnic. Soustava rovnic se musí převést na soustavu lineární a zde právě funguje jakobián jako 
vícerozměrné rozšíření derivace neboli zastupuje přechod do diferenciálních změn úhlů 
k diferenciálním změnám polohy efektoru. Protože jsou hledány úhly kloubů, je třeba vypočítat 
inverzi jakobiánu: 
∆  A∆B  - změna stavového vektoru 
X - změna souřadnic koncového bodu. 
Algoritmus [1]: 
Vstup:  
1) stavový vektor hierarchie  
2) poloha koncového efektoru v daném stavu, tj. X = ƒ() 
Opakuj: 
1) J() – vypočítej jakobián ƒ() 
2) J-1 () – invertuj jakobián 
3) ∆X = k  (Xcíl - X), 0 < k < 1 – zvol malý pohyb směrem k cíli 
4)  = +J-1()∆X – odhadni změnu stavového vektoru 
5) X = ƒ()- efektor do polohy odpovídající změně stavu 
dokud není dosažen cíl.  
 
Tato metoda je výpočetně poměrně náročná a může být numericky nestabilní, jak mění 
všechny proměnné kloubů současně. Neočekávané výsledky mohou způsobit také omezení na 
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některých stupních volnosti. Transpozice jakobiánu je jistou obměnou předešlého algoritmu, která je 
založena na výpočtu transpozice jakobiánu namísto obtížné inverze.  
3.4.2 Cyclic Coordinate Descent (CCD) 
Mým potřebám v rámci tvorby grafického dema nejlépe vyhovuje metoda CCD. Tato metoda byla 
navržena a popsána L.-C. T. Wangem and C. C. Chenenm v roce 1991. Zjistili, že je numericky 
stabilní stejně dobře, jako je efektivní. Je to dobrý kompromis mezi rychlostí a přesností. Ačkoli může 
trvat mnoho iterací, než efektor dosáhne cíle, výpočet každé iterace je nenáročný, což umožňuje 
použití této metody v reálném čase [7]. 
Princip je založen na procházení kloubů kinematického řetězce od efektoru k bázi a každý 
kloub je pootočen tak, aby byl efektor nejblížeji k cíli a zároveň nejlépe naorientován. Jeden průchod 
kinematickým řetězcem se nazývá iterace. Iterace se opakují, dokud není dosaženo požadovaného 
výsledku. Protože iterativní metody nejsou jednoprůchodové a v každé iteraci efektor pouze přibližují, 
tak ve skutečnosti efektor nikdy nedosáhne stejné polohy jako cíl. Mohou nastat i výjimky, ale v běžné 
praxi je to nepravděpodobné. 
Aby se nám algoritmus nezacyklil, je potřeba počítat s chybou koncového efektoru. Je tedy 
nutné zvolit si práh přesnosti, který definuje maximální povolenou chybu koncového efektoru. Pokud 
je chyba koncového efektoru menší než práh přesnosti, tak se algoritmus ukončí a výsledná poloha je 
považována za dosažení cíle. Každá reálná kloubní soustava má svá omezení. Velmi důležitým 
prvkem při modelování pohybu nějaké reálné kloubní soustavy jsou limity kloubů. Jsou ekvivalentem 
fyzického omezení pohybu kloubů. Díky limitům lze zabránit, aby se kosti pohybovaly v libovolných 
polohách. 
3.4.2.1 Algoritmus CCD 
Jak již bylo napsáno v kapitole o iteračních metodách, technika CCD prochází klouby kinematického 
řetězce od efektoru k bázi a hledá takový úhel kloubu, který by minimalizoval chybu koncového 
efektoru. Projití všech kloubů kinematického řetězce se nazývá iterace, což lze popsat následujícím 
algoritmem [2]: 
1) Aktuálním kloubem se stane koncový efektor. 
2) Aktuálním kloubem se stane následující kloub v kinematickém řetězci. 
3) Aktuální kloub se natočí tak, aby se minimalizovala chyba koncového efektoru. 
4) Pokud aktuální kloub není báze, skok na bod 2. 
5) Pokud je chyba koncového efektoru větší než práh přesnosti, skok na bod 1. 
12 
 
 
Obrázek 5: Grafické znázornění jednoho cyklu metody CCD  
 
3.4.3 Pohyb pavouka ve 3D 
Klouby pavouka mají méně stupňů volnosti než klouby člověka. Pro simulaci pohybu pavouka stačí, 
když všechny klouby, kromě toho u těla budou mít stupeň volnosti jedna. Pouze kloub těsně u těla 
bude mít stupeň volnosti dva. Tento kloub, může se mu také říkat báze, jsem si rozložila podle 
obrázku 1 na dva dílčí klouby. Jeden kloub se otáčí podle algoritmu CCD s ostatními klouby nohy. 
Druhý dílčí kloub má za úkol pohybovat se dopředu a dozadu a vzhledem k tomu, že v celém 
kinematickém řetězci je jediný, který se umí pohybovat tímto směrem. Nemusíme vůbec do procesu 
jeho pohybu zapojovat inverzní kinematiku. A když se bude otáčet tento dílčí kloub, bude se otáčet 
celá noha pavouka.  
 
4 Skeletální animace 
Animaci složitých objektů je poměrně obtížné přesně simulovat. Můžeme popisovat změnu polohy pro 
každý bod objektu zvlášť. K obecnějšímu popisu pohybu složitějších objektů nám slouží skeletální 
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animace. Nejčastější použití této animace je pro vizualizaci pohybujícího se lidského těla a odtud také 
vychází terminologie. Ovšem algoritmy se dají uplatnit i na vizualizaci těla pavouka nebo třeba i 
motýla.  
Princip skeletální animace je následující. Nejprve je třeba si zvolit základní (referenční) polohu 
modelu. Vzhledem k ní je zadán svým tvarem model.  Tvar obvykle reprezentuje síť trojúhelníků. 
Dále se k nim doplňují i normály vrcholů, kvůli stínování a třeba i textura. Dále pak existují dvě 
možnosti. Buď použijeme pouze jedinou trojúhelníkovou síť pro celý model, což se nazývá 
neformovatelná pokožka (skinned body geometry)[1], nebo pro každou část těla použijeme 
samostatnou síť, zvanou pevný segment (skeletal body geometry)[1].  Z hlediska animace ale není 
podstatné, který model zvolíme.  
Animace vrcholů je nejjednodušší animační technika, která pracuje přímo s vrcholy trojúhelníků 
a interpoluje jejich polohu. Tento přístup je poměrně náročný na paměť, protože každý klíčový snímek 
obsahuje údaje o poloze každého vrcholu. Navíc je obtížné takto pohybová data získat a upravovat.  
 Výhodnější je použití techniky skeletální animace, která využívá pomocnou strukturu zvaná 
kostra. Kostru lze definovat jako strom. Jeho uzly odpovídají kloubům a hrany kostem. Pro každý 
kloub je definován jeho předešlý kloub a případně i následující. Což je vlastně stejná kloubní 
struktura, jaká se používá v případě inverzní kinematiky.  
4.1 Reprezentace animovaného objektu 
Zatímco při modelování pomocí ploch, objemů či při procedurálním modelování, se zabýváme tím, 
jaký tvar má těleso, pro napodobení nohou člověka, nebo v mém případě pavouka nás bude zajímat, 
jak je objekt poskládán z pevných částí, které se mohou v kloubech otáčet. Snahou je používat takovou 
reprezentaci, která uchovává co možná nejméně parametrů a která umožňuje snadnou manipulaci 
s nimi. Tomu se v počítačové animaci říká DH-notace [1], která je pojmenovaná podle Denavita a 
Hartenberga, kteří ji pro používání v robotice popsali v roce 1955. 
 V DH-notaci je každý kloub reprezentován svým souřadnicovým systémem a čtyřmi 
parametry, které určují jakou transformací přejdeme k následujícímu segmentu. Souřadnicový systém 
prvního segmentu je vyjádřen ve světových souřadnicích a souřadnicové systémy následujících 
segmentů jsou vyjádřeny v souřadnicových systémech segmentů předchozích. K určení souřadnic 
koncového efektoru musíme tedy postupně projít všechny segmenty. 
4.2 Rozpohybování pavouka 
Z počátku jsem si při testování algoritmu inverzní kinematiky vystačila s ručním rozpohybováním 
cílového bodu, který je například vidět na obrázku 5. Ovšem to se jednalo jen o jednu nohu. Pavouk 
těch nohou má 8. To by v praxi znamenalo 8 cílových bodů, a pokud bychom s nimi měli ručně 
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manipulovat v reálném čase, vyžadovalo by to jistý trénink, aby pohyb pavouka vypadal přirozeně. To 
však není cílem mého grafického dema. Mé grafické demo má mít i nějaký scénář a uživatel nemá 
vstupovat do děje. Proto nastala otázka automatického rozpohybování pavouka.  
4.2.1 Popis pohybu nohy 
Ve fázi, kdy jsem ručně pohybovala s cílovým bodem, noha pavouka cílový bod díky inverzní 
kinematice sledovala. Pokud jsem tedy chtěla, aby noha udělala krok, posouvala jsem cílovým bodem 
tam, kde jsem si myslela, že v dané chvíli by měl být efektor.  Tento pohyb cílového bodu by se tedy 
dal popsat pomocí nějakého pole bodů a tím by se v určitém čase procházelo. Pro každou nohu by 
ovšem bylo umístění těchto cílových (vodících) bodů jiné. Nohou je osm, bylo by tedy potřeba vše 
osmkrát popsat a pokaždé trochu jinak a to nejen souřadnicově, ale také fázově. Všechny nohy 
nemohou být zdvižené naráz. Pavouk vždy musí i na nějaké noze stát. Toto řešení je tedy velice 
náročné a i když někde může mít své uplatnění (například u systémů motion capture), pro potřeby 
mého dema bylo rozhodně nevhodné. Výhodou by ovšem bylo, že by pavouk nepotřeboval detekci 
kolizí s terénem. Vše bychom popsali ručně. 
Další možností a tentokrát už poměrně reálnou bylo, že popíši pohyb vodícího bodu jen pro 
jednu nohu. Pro každou nohu souřadnice příslušně orotuji a ozrcadlím a pak také příslušně posunu 
průchod polem v čase tak, abych správně rozhodila krok nohou. Přesto stále toto řešení je velice 
pracné a jakákoli změna trasy pavouka by se stala velice náročnou záležitostí. Zjednodušení této 
možnosti se nabízí samo. Pokud pohyb nohou mírně idealizujeme (nebudeme uvažovat o nerovnostech 
terénu), můžeme ho popsat cyklicky stále se opakující smyčkou. Takže nám bude stačit jen malé pole 
bodů, které se s každou následují iterací, budou posouvat a natáčet tak, jak chceme, aby se posouval a 
otáčel pavouk. Pro každý bod popisující pohyb je třeba ale stále uchovávat i příslušný čas, kdy se noha 
této fáze dostane a proto ani toto diskrétní řešení mi nepřišlo příliš vhodné.  
Při bližším pohledu na grafické znázornění pozice vodícího bodu bylo totiž zřejmé, že pohyb 
nohy lze velice jednoduše popsat i spojitě, pomocí křivky, která je jednou z těch nejzákladnějších. 
Pohyb vodícího bodu pavouka se podobá pohybu bodu po horní části sinusoidy.   
4.2.1.1 Fyzikální popis pohybu bodu 
Pohyb cílového bodu po sinusoidě se dá popsat z fyzikálního hlediska několika způsoby. Nejvhodnější 
se mi jevil popis, který se používá pro kmitání hmotného bodu bez útlumu.  Je to takzvaný 
harmonický pohyb [11]. 
Na obrázku 6 je znázorněná série „snímků“ (vytvořených po uplynutí stejných časových 
intervalů) ukazuje polohu částice, v mém případě vodícího bodu, která se pohybuje tam a zpět kolem 
počátku osy y. Krajními polohami jsou body −ym a +ym. Délky šipek na obrázku jsou jednotně  
škálovány a ukazuji rychlost částice v daných bodech. V počátku má částice největší rychlost. V 
polohách −ym a +ym je její rychlost nulová. Jestliže zvolíme počátek odečítaní času v poloze +ym, 
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částice se do ní vrátí poprvé v čase t = T, kde T je perioda pohybu. Pohyb, ke kterému došlo v průběhu 
pravě uplynulé periody, se pak opakuje. 
 
Obrázek 6: Pohyb vodícího bodu v čase kolem počátku osy y [11] 
 
 Na obrázku je patrné, že jsme si vyjádřili pohyb vodícího bodu v čase. Díky určení periody 
můžeme spočítat úhlovou frekvenci C podle následujícího vzorce:  
C  2D7  
Časovou závislost vodícího bodu na výchylce můžeme tedy vyjádřit pomocí následujícího 
vzorce: 
	     EcosC	 ,  I 
 
Veličina ym je kladná konstanta, jejíž hodnota závisí na počátečních podmínkách. Nazýváme ji 
amplituda. Spodní index m znamená maximum. Amplituda výchylky totiž udává velikost největší 
možné výchylky částice v obou směrech od počátku. Funkce cosinus se mění mezi krajními ±1, takže 
výchylka y(t)  se mění mezi krajními hodnotami −ym a +ym. Vidíme to i na obrázku 6.  Časově závislý 
vyraz (ωt + I) se nazývá fáze pohybu, konstanta I je počáteční fáze. Její hodnota závisí na výchylce 
a rychlosti částice v čase t = 0.  
4.2.1.2 Rozložení pohybu nohy a jeho reprezentace 
Výše uvedená teorie nám popisuje, jak spočítáme výchylku na ose y. My ale potřebujeme, aby se noha 
pohybovala ve 3D. Pohyb se ovšem dá rozdělit na jednotlivé dílčí pohyby, podle toho, které dílčí 
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klouby ho vykonávají. Víme, že noha se nám pohybuje nahoru a dolů a je zde možné použít 2D 
inverzní kinematiku.  
 Druhý dílčí pohyb je pohyb nohy dopředu a dozadu, vždy o nějakou konstantní vzdálenost za 
určitou periodu T, pokud uvažujeme pouze situace, kdy je pohyb rovnoměrný. Tato vzdálenost se dá 
vyjádřit jak délkou, tak je ji možné také vyjádřit úhlem, o který se celá noha pootočí dopředu případně 
dozadu. A je očividné, že úhel pootočení je přímo spjatý výškou nohy. Pokud vezmeme jako výchozí 
možnost nulový úhel a koncový bod nohy (efektor) je na zemi. Proběhne následující činnost: jakmile 
se začne efektor zvedat, začne narůstat i úhel, o který se noha otočí dopředu. Maximálního úhlu 
otočení noha dosáhne ve chvíli, kdy efektor opět klesne k zemi. 
 Vezmeme-li v úvahu jen soustavu noha-pavouk. Tak noha se vzhledem k pavoukovi otáčí 
směrem dopředu ve chvíli, kdy koncový bod je ve vzduchu. Když je koncový bod na zemi, pro 
vhodnou simulaci pohybu noha nezůstává na místě, jak by se mohlo zdát. Když je efektor na zemi, tak 
se noha otáčí vzhledem k tělu zas dozadu o stejný úhel opět do původní pozice. To, že při chůzi 
v reálném světě zůstává koncový bod na zemi na jednom místě je dáno tím, že za nohou se 
samozřejmě vždy i posouvá i tělo. A my vidíme a vztahujeme pohyb nohy k jiné vztažné soustavě. 
4.3 Detekce kolizí 
Algoritmy detekce kolizí nacházejí uplatnění v počítačových animacích, v simulacích i třeba ve 
virtuální realitě. Podle toho, v jakých odvětvích nachází detekce kolizí uplatnění, jsou na ni kladeny i 
různé požadavky. V případě počítačové animace je kladen důraz spíše o přesnost výpočtu a nezáleží 
příliš na čase, který tomuto výpočtu věnujeme [1]. Výpočty kolizí se používají v algoritmech inverzní 
kinematiky, kde můžeme například polohu koncového efektoru – v případě mého grafického dema 
chodilo pavouka – určit jako výsledek kolize s libovolně nakloněným a hrbolatým terénem. Ve 
výsledné animaci je chůze přizpůsobena terénu. Jiným příkladem je třeba výpočet kolizí při animaci 
oděvu syntetického herce. Látka bývá reprezentovaná jako hustá síť trojúhelníků a vypočítávají se 
kolize každého trojúhelníku s každým navíc i s tělem syntetického herce, tak aby animace byla co 
nejpřesvědčivější.  
Virtuální realita klade jiné požadavky na detekci kolizí. Mohou se tam vyskytnout i  drobné 
nepřesnostmi ve výpočtu, důležité je, aby rychlost výpočtu byla co nejvyšší. Při vyhodnocování kolizí 
nám nezáleží, zda se pohybující objekt, například míč naprosto přesně dotkne na podložky a odrazí se 
(může stát, že dopadne kousek nad ní, či dokonce se trochu do ní zanoří), podstatné je, aby 
nedocházelo vlivem výpočetní náročnosti k výraznému snížení snímkové frekvence a tím i 
k nežádoucímu „lagování“ u zobrazovaného děje. 
V případě grafického dema, kde výpočty kolizí musí probíhat real-time, je třeba brát ohled jak 
na přijatelnou přesnost výpočtů, tak i na rychlost. Chůze by měla být pokud možno co nejvíce plynulá 
a přitom by měly být co nejméně znatelné případné nepřesnosti výpočtu. 
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4.3.1 Kategorizace algoritmů 
Druh algoritmů na detekci kolizí [12] záleží na typu zainteresovaných objektů a na tom, jaká 
informace je potřeba při dotazu na detekci kolizí. Algoritmy detekce se tedy dělí na: 
1. Stacionární objekty. Oba objekty se nepohybují 
a) Test na kolizi objektů.  Rozhodne, zda se dva objekty nějak protínají, ale ne to, o 
jakou kolizi se jedná.  
b) Najde místo kolize dvou objektů. Tato funkce je prázdná v případě, když se objekty 
vůbec neprotínají. 
2. Pohybující se objekty. Jeden nebo dva objekty se pohybují. Jestli ose oba pohybují, můžeme 
odečíst rychlost prvního od rychlosti druhého a zvládnout pak problém jako kdyby jeden 
objekt byl stacionární a pouze druhý se pohyboval. Aplikace musí mít časový interval, ve 
kterém je dotaz na kolize aplikován.  Interval [0, Tmax] je pro nějaký uživatelem 
specifikovaný Tmax > 0. Jestliže objekty se protínají během tohoto intervalu, budou se 
protínat poprvé v čase Tfirst 2 [0, Tmax].  Místo kolize v prvním čase se nazývá kontaktní 
místo. 
a) Test na kolizi objektů. Rozhodne, zda dva objekty se protnou během časového 
intervalu. Algoritmus pouze potřebuje rozhodnout, jestli proběhne kolize nebo ne. 
Kontaktní čas Tfirst není nezbytně nutný vracet, ale obvykle je stejně vrácen volající 
aplikaci.  
b) Najde místo a čas kolize dvou objektů. Tato funkce je prázdná v případě, když se 
objekty vůbec neprotínají. 
Jak můžete vidět, i obecná kategorizace vede k mnoha možnostem, které musí systém pro 
detekci kolizí zvládnout.  
4.3.2 Metody detekce kolizí 
Pokud chceme počítat detekci kolizí, musí se systém na nejnižší úrovni rozhodnout, jaké metody pro 
výpočet použije, zda to budou metody založené na hledání průsečíků, nebo metody založené na 
určování vzdálenosti objektů [12]. 
4.3.2.1 Metody hledání průsečíků (intersection-based method) 
 Metody založené na hledání průsečíků vybírají reprezentaci dvou objektů, porovnají je a pak řeší 
úlohu s různými parametry. Jako příklad může posloužit rozpoznání hledaného průsečíků mezi 
přímkou a rovinou. Přímka je reprezentovaná parametricky jako J  K , LM, kde P je bod na přímce, 
D je jednotkový vektor směru a t je libovolné reálné číslo.  Rovina je popsaná algebraicky jako N · J  O   P, kde N je jednotkový normálový vektor a Q je nějaký bod v rovině. Aby se X 
nacházelo jak na přímce, tak i v rovině potřebujeme, aby platilo: 
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Q · R , 	S  T  0 
 Definujme si ∆ T  R a dokud platí Q · S 6 0 můžeme řešit: 
	U   Q · ∆Q · S 
Bod průsečíku je počítán dosazením LU do t hodnoty v řádkovém vyjádření. Jestliže platí  
N · M  P, pak přímka leží přímo v rovině v případě, kdy platí N · ∆ P, nebo neprotíná vůbec 
rovinu.  
4.3.2.2 Metody založené na vzdálenosti (distance-based method) 
Metody založené na určování vzdálenosti užívají parametrickou reprezentaci přímky, tak i 
roviny.  Nechť J	    V ,  	W je parametrické vyjádření bodu na přímce. Jestli Q je bod na rovině a 
U a V jsou jednotkové ortogonální vektory v rovině, potom bod v rovině je X ,     Y ,  Z ,
 [ pro reálná čísla r a s.  Vzdálenost umocněná na druhou mezi bodem v rovině a bodem na přímce 
je:  
\,  , 	  |X , –  _	|.  
\,  , 	   |O ,  ` ,  a –  K –  	M|.        
\,  , 	  . , . , 	.  2	& · S  2	b · S , 2& ·  ∆ , 2b · ∆  2	S · ∆ , |∆|. 
 
Kde ∆  Y –  V. Vzdálenosti mezi rovinou a přímkou je dosaženo trojicí (r, s, t), která 
minimalizuje F(r, s, t). Výpočet F je kvadratická funkce, k jejímuž minimu dochází, když gradient c\  0, 0, 0. To je: 
0, 0, 0  c\ 
0, 0, 0   de\e , e\e , e\e	f 0, 0, 0   2  	& · S , & · ∆,   	b · S , b · ∆, 	  & · S  b · S  S · ∆ 
 
Toto je lineární systém rovnic o třech neznámých. Po vyřešení pomocí substituce (více viz 
zdroj [12]) získáme vztah: 0  Q · Sg	Q · S  Q · ∆h 
 
N je normálový vektor roviny a tak dlouho, jak platí nerovnost N · M 6 P, řešení rovnice je LU, 
jehož řešení je stejné jako v případě metod hledání průsečíku: 
	U   Q · ∆Q · S 
Jistě, toto řešení se dalo očekávat. K vyřešení r a s, musíme ještě substituovat LU do t-hodnot 
prvních dvou rovnic pro ij, k , L s výsledky označenými jl a kl. V případě protnutí přímky a roviny si 
můžete ověřit, že ijl, kl, LU  P. Jestliže přímka a rovina se neprotínají, ijl, kl, LU ! 0, a je to druhá 
mocnina vzdálenost mezi přímkou a rovinou. 
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Metody založené na hledání průsečíku jsou jednoduché pro navržení a implementaci, protože 
využívají pouze základní algebru. Metody založené na určování vzdálenosti, jsou více komplikované. 
Proč tedy vůbec někdy používat metody založené na určování vzdálenosti? Pro přímku a rovinu je 
jejich použití nevhodné, nicméně jsou případy, kdy je tuto metodu vhodnější použít. 
Složitost počítání průsečíku mezi úsečkou a obdélníkem ve třech dimenzích se zvýší. Průsečík 
přímky obsahující úsečku a roviny obsahující obdélník nepomáhá rozhodnout okamžitě, jestli úsečka a 
obdélník se opravdu protínají. Musí být uděláno více práce.  Zejména bod průsečíku přímky a roviny 
musí být testován na to, zda je prvkem i úsečky a obdélníku. 
Metody založené na vzdálenosti předpokládají, že úsečka je parametrizovaná následovně: K , LM  |L| m LP pro nějaké LP ! 0. Bod P je střed úsečky v této reprezentaci. Za předpokladu, že 
obdélník má střed Q a směr os U a V, parametrizace je: O , j` , ka pro |j| m jP p |k| m  kP  pro 
nějaké jP ! 0  kP ! 0. Minimalizací F(r, s, t) nyní docházíme ke vztahu: , , 	 2 g0, 0h q g0, 0h q g	0, 	0h. 
Sice i toto vypadá těžko zvládnutelné v porovnání s počítáním průsečíku, ale počítání 
minimalizace se dá efektivně naimplementovat.  
4.4 Skinning 
Termín skinning má původ v anglickém pojmu skin-and-bones animation. Skinningem se nazývá 
proces, při kterém vytváříme vazbu modelu (v angličtině se také používá pojem mesh) ke kostře. 
Kostra samotná, jak bylo již řečeno v předchozích kapitolách, je reprezentovaná hierarchicky 
seřazenými kostmi. Každá kost je pak ve scéně umístěná pomocí translace a rotace. Vazba modelu ke 
kostře je udělána následovně: jakmile se změní pozice kostry, změní se i pozice modelu. Způsobů, 
vazby modelu ke kostře je několik. Záleží na druhu modelu i na účelu, ke kterému bude model sloužit.  
4.4.1 Algoritmus jednoduché kůže (simple skin) 
Nejjednodušší algoritmus skinningu je simple skin. Základní myšlenkou metody jednoduché kůže [8] 
(nebo také základní skeletální animace) je přiřazení každého vrcholu v modelu kůže právě k jednomu 
kloubu.  Vrcholy se v této metodě transformují tak, jako kdyby byly pevně spojeny s kloubem. Každý 
takto připojený vrchol se vždy transformuje podle stejné matice, jaká udává i transformaci kloubu.   
 
4.4.2 Algoritmus hladké kůže (smooth skin) 
Tento algoritmus jindy také nazývaný míchání vrcholů [1] (vertex blending) je vlastně pouze jinou, 
obecnější vazbou vrcholů modelu ke kostře. Vrchol pokožky je tentokrát přiřazen několika kloubům, 
nikoli pouze jednomu. Výsledná poloha vrcholu se spočítá jako konvexní kombinace transformací 
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tohoto vrcholu příslušnými klouby. Důležité na tomto algoritmu je, že každý vrchol v modelu 
obsahuje takzvané váhy, které říkají, jak velký vliv bude mít kloub na vrchol.  
 
Obrázek 7: Dvě kosti, které ovlivňují pět vrcholů kůže [12] 
 
 Přestože je tento algoritmus poměrně hojně užívaný pro svoji jednoduchost a rychlost, při 
některých polohách kostry vykazuje značné nedostatky. Jedná se obzvláště o jev, ke kterému dochází 
při velkých rotacích. Bývá označován jako problém papíru od bonbónů, protože míchání vrcholů pro 
úhel rotace blízký 180° pokožku takříkajíc překroutí, jako kdyby byla z papíru.  
 
5 Prvky scény 
5.1 Terén 
„Příběh“, který moje demo má vyprávět se bude odehrávat ve fiktivním prostředí, které je inspirované 
životem odehrávajícím se v trávě. Základ pro vytvoření jakéhokoli světa je právě vytvoření terénu. Pro 
jeho generování existuje nepřeberné množství algoritmů a technik, přesto si myslím, že pro potřeby 
mého grafického dema je dostačující jeden z těch nejjednodušších algoritmů. Nepovažuji zde také za 
nutné se věnovat problematice LOD (Level of Detail). Generovaná oblast bude poměrně malá a 
kamera se bude většinou pohybovat těsně nad povrchem, proto téměř vždy bude potřeba vykreslit 
terén s těmi největšími detaily. 
5.1.1 Výšková mapa 
Nejčastěji se terén reprezentuje pomocí výškové mapy. Jedná se o dvojrozměrné pole hodnot, které 
udávají výšku terénu v bodě daném dvěma souřadnicemi. Výhodou tohoto přístupu je možnost velice 
rychle zjistit výšku v kterémkoli bodě. Hodnoty výškové mapy je možné považovat stupně šedi. Kde 
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nejvyšší místa jsou reprezentovány bílou a nejnižší černou barvou. Jedná se tedy o bitmapu, která 
může být vytvořena a upravována v kterémkoli grafickém editoru. 
 Výšková mapa se také dá poměrně snadno generovat pomocí algoritmů na generování šumu. 
K dispozici jich je velké množství, jedním z nejpoužívanějších je algoritmus Perlin Noise, který 
podává poměrně kvalitní výsledky generování. Další často používané algoritmy pro generování 
výškové mapy jsou Rided Perlin, Multi Perlin, Fractal Generation, Midpoint Displacement, Fault 
Formation, Spectral Synthesis Noise atd.   
Ač jsem o generování výškové mapy uvažovala, nakonec jsem od této metody ustoupila. 
Pohyb pavouka se odvíjí od pohybu vodícího bodu a ten je popsán pomocí křivky napevno v prostoru. 
Nemohu si dovolit, aby mi tam algoritmus náhodně vygeneroval nějaký „kopeček“, který sice někde 
může být žádaný, ale ne když stojí dráze pohybu. Pavouk by sice zvládl tyto nerovnosti překonat díky 
detekci kolizí, ale také musíme myslet i na kameru, která ho sleduje. Byl by nežádoucí, kdyby jí ve 
výhledu stálá právě nepředvídatelná nerovnost terénu. Jistě by se i toto dalo při generování výškové 
mapy nějak ošetřit, ale to už by spadalo do jiného druhu diplomové práce. Pro mne daleko jednodušší 
bylo vytvořit jednu výškovou mapu přímo na míru.  
Pro vykreslování dat získaných z výškové mapy jsem použila velice jednoduchý algoritmus, 
při kterém procházím dvojrozměrné pole a vykresluji jednotlivé vertexy jako GL_TRIANGLE_STRIP .  
 
 
Obrázek 8: Vytvořený terén opatřený „zrnitou“ texturou pro navození dojmu hrudek hlíny 
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5.2 Skybox 
Pokud si modelujeme nějakou scénu, kde chceme mít nebe nebo vzdálené hory či lesy, na které nikdy 
nedosáhneme, pak je vhodné použít takzvaný skybox. Princip jednoduchého skyboxu v podobě velké 
krychle nebo kvádru je jistě každému zřejmý. Scénu zkrátka umístíme dovnitř daného skyboxu a 
vnitřní stěny otexturujeme texturou, která vytváří buď jen dojem oblohy, nebo třeba i po stranách 
vzdálených pohoří a lesů.  
 Takzvaný Skybox ovšem nemusí tvořit jen krychle nebo kvádr. Může to například být i 
polokoule, která lépe navozuje dojem nebeské klenby. Tento tvar jsem se rozhodla i já použít ve svém 
projektu. Ráda bych totiž ve svém demu namířila kameru několikrát i vzhůru směrem k obloze.  
 Pro vytvoření oblohy ve tvaru polokoule použijeme znalosti z analytické geometrie pro popis 
koule pomocí rovnice.  
   ". , . , $.  .  0 
Nyní daný bod na povrchu koule převedeme do sférické souřadnicové soustavy: 
  ", , $   r, s  8"r, s, r, s, $r, s9 
  tě 
v, r  	$w. $vtěá šíř, s  	$w. $vtěá |é,   |  w
 
v 
Jednotlivé složky souřadnic se dají vyjádřit následovně: "r, s   · sinr coss r, s   · sinr coss $r, s   · cos r 
Ještě se nesmí zapomenout na omezení pro hodnoty šířky a délky. Udávám je v radiánech: 
D2 m r m D2 0 m s m 2D 
A ze znalostí výše můžeme vyvodit následující základní smyčku pro vykreslení koule pomocí 
polygonů, kde ∆ρ a ∆Ø jsou kroky, se kterým budou dané úhly v radiánech narůstat [9]. 
 
for (ρ = -π/2, ρ ≤ π/2, ρ += ∆ρ) { 
for (Ø = 0, Ø ≤ 2π, Ø += ∆Ø { 
px = r * sin(ρ) * cos(Ø) 
py = r * sin(ρ) * sin(Ø) 
pz = r * cos(ρ) 
} 
} 
Ovšem nemusíme vykreslovat celý povrch koule. Jako Skybox dost dobře poslouží jen polokoule, 
kterou vidíte na obrázku níže: 
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Obrázek 9:  Polokoule, která tvoří oblohu 
 
5.3 Modelování prvků scény 
Scéna kromě prvků oblohy a terénu také obsahuje trojrozměrné modely pavouka, motýla a různých 
rostlin. Získat nějaký trojrozměrný model můžeme v zásadě třemi způsoby. První možností je získání 
trojrozměrného snímku objektu, tedy hrubého modelu získaného přímo z reálné geometrie objektu. 
Ten můžeme pořídit za pomocí prostorového scaneru nebo se můžeme pokusit o rekonstrukci 
z několika snímků z fotoaparátu. Těmto postupům se říká na obrazech založené modelování (image 
based modeling) [1]. Takovéto trojrozměrné snímání tvaru objektů má samozřejmě svá omezení, jsou 
dána jak velikostí snímaného objektu, tak jeho členitostí. Dalším omezením je dostupnost potřebných 
zařízení. Prostorové scanery stále ještě nejsou běžně rozšířeny jako třeba klasické 2D scanery. Takže 
tento způsob modelování zůstává převážně doménou profesionálů a uplatňuje se třeba při vytváření 
3D modelů uměleckých děl. 
Druhým způsobem pořizování modelů objektů je jejich interaktivní modelování.  Člověku 
stačí usednout k počítači a pomocí vstupních zařízení jako je myš, klávesnice, tablet a jiné vymodeluje 
požadovaný objekt. Sice tento postup je velice pracný, vyžaduje talent a zkušenosti, ale na druhou 
stranu tímto způsobem pořízená data jsou sémanticky naprosto přesná. Člověk totiž ví, co dělá, ví, co 
má v úmyslu modelovat a co která část znamená. To je v případě scanování nesnadné. Na druhou 
stranu ale je velice obtížné dodržet přesný tvar a rozměry objektu jako má jeho skutečná předloha. 
Třetí možností je pak procedurální modelování (procedural modeling)[1], které generuje 
model pomocí nějakého algoritmu. Tato metoda se dá rozdělit na dvě podtřídy. První z nich jsou 
metody používané v CAD a CAGD, jako například šablonování, generování ploch z křivek atp. 
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Těmito algoritmy se ale zabývat nebudu. Pro mou diplomovou práci jsou podstatné metody zaměřené 
na automatické generování objektů, které se vizuálně či chováním podobají objektům, se 
kterými se setkáváme v přírodě. Procedurální techniky jsou části kódu či algoritmy, které určují jisté 
charakteristiky počítačového modelu či efektu [1]. Tuto podčást procedurálního modelování můžeme 
dále dělit na různé skupiny. První z nich jsou algoritmy, které vycházejí z gramatik – sem patří 
především L-systémy, které se nejčastěji používají pro generování rostlin. Fraktální geometrie [1], 
která vymezuje druhou třídu, poskytuje algoritmy pro generování hor, krajin, kamenů, korálů, stromů, 
atd. Systémy částic[1] určují další třídu a používají se především pro generování explozí, hejn ptáků, 
padajících míčů, simulaci ohně, dýmu atp. 
Procedurální modely je možno rozdělit i jinak, podle toho, na jakém principu jsou založené. 
První z nich jsou metody, které nejsou založené na simulaci a poskytují vizuálně věrné výsledky. 
Mohou to být buď o ad-hoc metody nebo o metody, o kterých se domníváme, že modelují nějaké 
biologické, geologické atp. jevy, ale nevíme přesně jaké. Do této kategorie patří především fraktály. 
Druhou skupinou jsou metody založené na simulaci nějakého existujícího jevu, například modely 
rostlin se získávají simulací jejich růstu. Poslední uvedená třída procedurálních modelů se prolíná i 
s jinými vědními obory. Patří sem velká oblast modelování, která je založená na fyzice (physics-based 
modeling). Setkáváme se s modely ekosystémů, erozí, tekoucí vodou, modelováním hlíny atp. 
5.3.1 Interaktivní modelování 
Interaktivní modelování, jak bylo popsáno výše má své výhody i nevýhody. Já jeho hlavní výhodu 
spatřuji v možnosti tvůrčího přístupu. Animátor může vymodelovat jak skutečné objekty, tak objekty, 
které jsou čistě dílem jeho fantazie. Vytvořené modely také mohou být záměrně zkreslené a úmyslně 
navozovat nějaký dojem. Zkrátka zde nejsou žádné meze a vše záleží jen na tom, jaký výsledek si 
přeje animátor mít.  
Já jsem použila pro vytvoření modelů modelovácí nástroj Blender, který je volně dostupný. 
Vytvořila jsem v něm skin(mesh) pro pavouka, který se skládá ze čtyř částí. Dále jsem tam vytvořila i 
tělo motýla, strom a přesličku držíčí pavučinu a také základní segmenty, které tvoří rostliny 
generované Lindenmyerovými systémy.  
5.3.2 Lindenmayerovy systémy 
Lindenmyerovy systémy zkráceně L-systémy [1], jsou matematický formalismus vycházející ze 
systému paralelního přepisování řetězců – posloupnosti symbolů – podle určitých pravidel. Každý 
symbol má nějaký význam. Může se jednat o transformaci, rotaci, či generování objektů nebo o nějaké 
jiné akce. Systém začíná nějakým startovním symbolem a ten se rozepisuje podle pravidel a po 
určitém počtu přepsání se získaná posloupnost symbolů interpretuje geometricky.  
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Uplatnění Lindenmyerových systému nalezneme hlavně při generování rostlin. Dá se díky nim 
simulovat například i jejich růst včetně třeba i jejich květů. Kromě této oblasti se ale dají použít i pro 
modelování říčních toků, modelování mořských mušlí, velice dobře známá je třeba schránka loděnky. 
Mohou se pomocí nich vyjádřit křivky definované dělícím schématem, ale i pro generování silniční 
sítě ve městě. Umožňují též vytváření klasických lineárních deterministických fraktálů. 
5.3.2.1 Princip 
Nejjednodušší Lindenmyerovy systémy jsou dL-systémy (deterministicé bezkontextové L-systémy). 
Základní myšlenka L-systémů by se dala připodobnit k samotnému růstu reálných rostlin. Máme na 
začátku nějaké semínko a necháme ho růst podle nějakých pravidel. Toto se dá z programátorského 
hlediska popsat z pohledu gramatiky G = (V, P, S). Kde V je konečná abeceda symbolů, z nichž každý 
má specifický význam. P je množina přepisovacích pravidel a S je axiom neboli naše semínko. Poté 
v krocích generujeme řetězec a na závěr ho interpretujeme. 
Pro interpretaci se používá takzvaná „želva“ (turtle). Princip je dobře vidět na následujícím 
obrázku 10. Želva interpretuje řetězec symbolů F, +, -. Význam symbolů + a – je otočení o uhel α = 
90° což můžeme vidět v části (a). V části (b) je grafické znázornění průchodu celým řetězcem.  
 
Obrázek 10: Grafické znázornění želví interpretace řetězce[14] 
 
5.3.2.2 Větvící se struktury (branching structures)  
Podle pravidel želva interpretuje znaky řetězce jako sekvenci přímých segmentů. Záleží na délce 
segmentu a na úhlu mezi nimi. Výsledná linka se může sama protínat nebo také ne, může být více čí 
méně spletitá, některé segmenty nemusí být viditelné a podobně. Nicméně rostlinné říši vládnou 
větvící se struktury [14]. Potřebujeme tedy matematický popis stromu jako tvaru a metody použité pro 
jeho generování.  
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Jedním ze stromů popisovaný L-systémy je takzvaný axial tree [14]. Je to specifický typ 
takzvaného rooted tree. Rooted tree má hrany, které jsou označeny a směrovány.  Hrany sekvence 
tvoří cestu z význačného uzlu (zvaného root, základna nebo kořen) ke koncovým uzlům. V 
biologickém kontextu bychom tyto hrany nazvaly větve. Segment následovaný alespoň jedním nebo 
více segmenty v nějaké cestě se nazývá internode. Terminálová část (s žádnými následujícími 
segmenty) se nazývá apex.   
Axial tree je specifický tím, že v každém jeho listu je nanejvýše jeden vyrůstající přímý segment 
význačný. Všechny zbývající hrany jsou postranní či boční segmenty. Sekvence segmentů se nazývá 
osa(axis), jestliže: 
• první segment v sekvenci začíná v kořenu stromu nebo jako boční segment v nějakém 
uzlu. 
• každý následující segment je přímý segment a poslední segment není následován 
žádnou přímou částí stromu. 
Dohromady se všemi svými následovníky osa(axis) představuje větev,  která je vlastně sama o sobě 
axialní (pod)strom. 
 Větve a osy mají pořadí. Osa vznikající v kořenu vlastní rostliny má číslo 0. Osa vznikající 
jako boční segment z nějaké mateřské osy s číslem n bude mít pořadí n+1. Pořadí větve se rovná 
pořadí její nejníže řazené osy nebo pořadí hlavní osy.  
5.3.2.3 Tree OL-systémy 
 K tomu abychom mohli modelovat vývoj větvících se struktur, může být přepisovací 
mechanismus užit tak, že přímo operuje na axiálních stromech. Přepisovací pravidlo, nebo tvorba 
stromu, nahrazuje okraj předchůdce následným axiálním stromem takovým způsobem, že startovní 
uzel předchůdce je totožný se základnou následníka a koncový uzel je vrcholem následníka.  
Tree OL - systém G je specifikovaný třemi součástmi: sada hran označených V, počáteční 
strom S  a sada pravidel P. Daný L-systém G, axiální strom T2 přímo odvozený ze stromu T1 
zaznamená jako T1⇒ T2, jestliže T2 je odvozený ze stromu T1 současným nahrazování každé hrany 
v T1 jeho následníkem podle pravidel P. Strom T je generovaný G i derivaci o délce n jestli tam 
existuje sekvence stromů T0, T1,..., Tn takových, že T0 = S, Tn = T a T0⇒ T1 ...⇒ T2. 
 Definice stromu L-systému nespecifikuje datovou struktur pro reprezentaci axiálních stromů. 
Jedna možnost je užít seznamovou reprezentaci se stromovou topologií. Alternativně axiální stromy 
mohou být reprezentovány řetězcem se závorkami. „Želví“ interpretace se může rozšířit na řetězce se 
závorkami a vykonávat operace se závorkami. Dva nové symboly jsou zavedené k tomu, aby stanovili 
hranici větve.  
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Obrázek 11: Závorková reprezentace řetězce axiálního stromu [14] 
 
Na obrázku 11vidíme grafické znázornění axiálního stromu a vedle jeho řetězcovou 
reprezentaci s užitím závorek. Je vidět, že je to o poznání přehlednější. Derivace v OL-systémech se 
závorkami fungují jako v OL-systémech bez závorek. Závorky nahrazují samy sebe. Příklad 
dvoudimenzionálních větvících se struktur generovaných OL-systémy jsou ukázány na obrázku 12. 
 
 
Obrázek 12: Dvoudimenzionální axiální stromy[14]  
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Obrázek 13: Vygenerované uskupení rostlin pomocí L-systémů 
5.4 Procedurální textury 
Každý objekt scény má nějaké vlastnosti. Aby povrch objektu co nejdůvěryhodněji simuloval realitu, 
je možné užít texturu, která je důležitá pro vnímání struktury, barvy a kvality objektu. Prvek textury se 
jmenuje texel a pro objekt je zásadní nejen to, jakou texturu na něj aplikujeme, ale také jak texturu 
namapujeme a jaké vlastnosti materiálu nastavíme.  
Textury můžeme mít uložené v externím souboru a načítat je programem nebo je můžeme 
procedurálně generovat. Nevýhoda textur uložených v externím souboru je zřejmá, je to jejich 
velikost, kterou zabírají. Procedurálními texturami snadno realizujeme různé opakující se vzory, 
například texturu cihlové zdi, plotu atp. Zajímavé možnosti nám poskytují především procedurální 
textury syntetizující šum. Z nich jsou v počítačové grafice nejčastěji používané procedurální textury 
založené na fraktálních funkcích.  
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Výhody procedurálních textur [15]: 
• Procedurální reprezentace je extrémně kompaktní. Velikost procedurální textury je 
obvykle měřena v kilobytech, zatímco obrázek textury obvykle zabírá řádově megabyty. 
Rozdíl je obzvláště patrný u obrázků 3D textur. 
• Procedurální textury nemají žádný fixní rozlišení. Ve většině případů mohou 
poskytnout plně detailní texturu a nezáleží, jak moc z blízka se díváte. 
• Procedurální reprezentace nepokrývá žádné fixní území, jinými slovy je neomezená a 
může pokrýt libovolně velkou plochu bez „dlaždicového efektu“ a bez opakování.  
• Procedurální textury mohou být parametrizovány, tak že mohou generovat třídu 
příbuzných textur, což je lepší než být omezený jen na jeden obraz textury. 
Nevýhody procedurálních textur[15]: 
• Procedurální textury může být obtížné naprogramovat a následně debugovat. 
• Procedurální textury mohou být překvapením. Je jednodušší předvídat, jak bude 
vypadat nascanovaný nebo namalovaný obraz než generovaná procedurální textura. 
Procedurální textury jsou těžko kontrolovatelné. 
• Vyhodnocování procedurální textury může být pomalejší než přístup k uloženému 
obrázku textury.  
• U procedurálních textur může nastat problém s aliasingem.  
 
Přesto procedurální textury mají mnoho výhod a díky tomu jsou hojně využívané v případech, 
kdy máme třeba nějaké velikostní omezení pro projekt. Tvorba procedurálních textury tedy paří 
k takzvaným minimalistickým technikám a hojně se využívají třeba v kategorii grafického dema do 
64kb. 
5.4.1 Rozdělení procedurálních textur 
Rozlišujeme dva hlavní druhy procedurálních textur nebo modelovacích metod: explicitní a 
implicitní. V explicitních metodách procedura přímo generuje body, které tvoří tvar. U implicitních 
medod procedura odpovídá na otázku ohledně specifického bodu. Nejvíce běžná forma implicitních 
metod je metoda isoploch (ve 3D) nebo isokřivek (ve 2D). Implicitní modely bývají nejlepší pro 
textury, které jsou vyhodnocovány během renderování [15]. Explicitní procedury chtějí generovat 
vlastní vzor textury v nějakém fixním pořadí, proto nejsou pro renderování příliš vhodné. Naopak jsou 
vhodné pro depth buffer renderování, protože mohou přímo umísťovat body do bufferu i libovolném 
pořadí, jak je model vyhodnocován. V principu explicitní a implicitní metody mohou být užity 
k produkování stejných tříd texturovacích vzorů, ale v praxi každý přístup má svou třídu textur, které 
jsou pro něj vhodné. Explicitní modely jsou vhodné pro mnohoúhelníky, parametrické křivky a 
záplaty. Implicitní modely jsou vhodnější pro kvadriky a pro vzory, jejichž výsledek vyplývá 
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z potenciálních nebo silových polí. Implicitní modely mají sklon nepřetržitě pokračovat i přes region 
modelovacího prostoru, jsou tedy vhodné pro prvky se souvislou hustotou a tekoucí úkazy jako třeba 
pro textury mraků, mlhy nebo přírodního kamene. [15]. 
Procedurální textury můžeme také rozdělit na následující tři skupiny podle principu jejich 
generování: solid textury, cellular textury a genetické textury[15] [16].  
Solid texturing je proces, kde texturu generuje funkce, která je vypočítávána nad prostorem R3 
pro každý viditelný povrchový bod modelu. Tradičně tyto funkce užívají Perlinův šum jako jejich 
základní funkci, ale některé jednoduché funkce mohou užít více triviální metody jako třeba součet 
sinusoidních funkcí. Solid textury jsou alternativou k tradičním 2D obrázkům textur, které se aplikují 
na povrch modelu. Je to poměrně obtížný úkol dostat vícenásobné 2D textury do požadovaného 
vzhledu na modelu bez toho, aby způsobili takzvaný efekt dlaždicování. Solid textury byly vytvořeny, 
aby speciálně řešili tento problém. Namísto editace obrazu tak, aby seděl na modelu, funkce je užita 
k tomu, aby spočítala barvu bodu, který je texturován. Body jsou počítány na základě jejich 3D pozice, 
ne jejich 2D pozice. Následkem toho solid textury nejsou ovlivněny deformacemi daného povrchu 
v prostoru, jaké třeba můžete vidět u koule blízko pólů. Solid textury zůstanou konzistentní a budou 
mít rysy stálé velikosti bez ohledu na deformace v povrchovém souřadnicovém systému. 
Cellular texturing se liší od většiny dalších procedurálních technik tvořících textury tak, že 
nezávisí na šumových funkcích jako na základu, ačkoli šum je často užit jako doplňková technika. 
Cellular textury jsou založeny na hlavních bodech, které jsou rozptýlené nad trojrozměrným 
prostorem. Tyto body jsou potom užity, aby rozdělili prostor na malé, náhodně dlážděné regiony 
nazvané buňky. Tyto buňky často vypadají jako třeba ještěří šupiny, oblázky nebo dlaždice. Třebaže 
tyto regiony jsou diskrétní, cellurární funkce sama o sobě je nepřetržitá a může být vyhodnocena 
kdekoli v prostrou. 
Generování genetických textur vyžaduje vysoce experimentální přístup ke tvorbě textury. 
V běhu programu počítač generuje sadu kandidátních textur, ze kterých si uživatel vybere. Počítač 
poté generuje jiný soubor textur mutací a překřížením elementů z uživatelem vybrané textury. Proces 
pokračuje, dokud není vygenerovaná vhodná textura. Toto není ale běžně používaná metoda pro 
generování textur a je velice obtížné kontrolovat výstupní texturu. Tyto textury jsou obvykle užity 
pouze k experimentům nebo jako abstraktní textury. 
5.4.2 Perlinova šumová funkce 
Základem pro velké množství procedurálních textur je Perlinova šumová funkce[1]. Je to proto, že 
nejlépe splňuje požadavky, které jsou na generování šumu kladeny. Její výpočet je rychlý a je 
statisticky invariantní vzhledem k otáčení a posunutí. Funkce je spojitá, má omezené frekvenční 
spektrum a je opakovatelná. Zavoláním funkce s parametrem x vždy vrátí stejnou hodnotu y. Tyto 
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vlastnosti nám zajistí, že nebude záležet, kde začneme takovou texturu mapovat a jak bude natočená. 
Je možné u ní zabránit aliasingu a funkce je to náhodná, přesto tato náhodnost je říditelná.  
Podstatu algoritmu na generování Perlinova šumu, je vypočítávání hodnot této spojité funkce 
v diskrétní mřížce. Principiálně může být Perlinův šum definován v libovolné dimenzi, zde však popíši 
jen dvourozměrný případ. Základem je šumová funkce noise(float x, float y), které pro určité hodnoty 
[x, y] vždy vrací stejné náhodné číslo z intervalu <-1,1>.   
Perlinova funkce při volání s parametrem noise(2x, 2y) vrací výsledek, který vždy má 
dvojnásobné frekvence šumu a tato vlastnost se používá pro skládání šumových funkcí. 
Základní myšlenkou Perlinovy funkce je rozdělení prostoru do pravidelné mřížky, jejichž 
vrcholy budeme označovat [i, j]. V každém z vrcholů je definována pseudonáhodná dvourozměrná 
funkce, které se říká vlnka (wavelet). Vlnka má poloměr, který určuje její rozsah. Hodnoty vlnky za 
touto hodnotou jsou nulové. Vlnka zároveň prochází počátkem, to znamená, že pro parametry [i, j] je 
její hodnota rovna nula. Při návrhu jejích hodnot se nemusíme zabývat hodnotou v počátku, ale 
definujeme pouze její gradient. Integrál přes obor hodnot vlnky by zároveň měl být nulový. 
Postup výpočtu Perlinovy šumové funkce pro bod s reálnými souřadnicemi [x, y] se skládá 
z následujících kroků [1]:  
a) Určíme, ve které buňce se souřadnice nachází. 
b) Pro každý ze čtyř sousedních vrcholů se vypočítá tvar vlnky. 
c) Hodnoty vlnek odpovídající poloze [x, y] se sečtou. 
 
Jednotlivé kroky se dají podrobně rozepsat následovně: 
a) Určení buňky provedeme jednoduše. Zaokrouhlíme reálná čísla x a y na nejbližší dolní 
celočíselnou hodnotu a pojmenujeme si je jako i a j. Získáme tím souřadnice levého 
dolního rohu čtverce (rohu s minimálními hodnotami). Ostatní rohy čtverce se budou 
nacházet na souřadnicích [i+1, j], [i, j+1], [i+1, j+1].  
b) Výpočet tvaru vlnky. Víme, že vlnka má nulovou hodnotu v bodu [i, j], proto pro určení 
jejího tvaru stačí pouze hodnota jejího gradientu pro střed vlnky. Pelin navrhl použít 
tabulku pseudonáhodných vektorů označenou G o délce 256. Její generování se dá 
popsat následujícím algoritmem. 
Proveď pro 256 vzorků i: 
1. Vygeneruj 2 pseudonáhodná čísla -1 < x,y < 1 
2. Pokud jsou vně jednotkového kruhu, zamítni je a 
opakuj předchozí krok 
3. Znormalizuj vektor daný souřadnicemi(x,y) 
4. Ulož (x,y) do pole G[i] 
 
Přístup do pole G se neprovádí přímo, ale pomocí pole P, které obsahuje 
náhodné permutace indexů. Toto pole délky 256 se vypočítá „zamícháním“ indexů, jak 
ukazuje následující algoritmus: 
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Zaplň pole P hodnotami od nuly do 255 
Pro i od nuly do 255: 
1. vygeneruj pseudonahodne čislo 0 ≤ k < 256 
2. zaměň P[i] a P[k] 
 
Pole náhodných směrů je jednorozměrné, hodnoty [i, j] pro které tyto směry 
hledáme jsou dvourozměrné. K indexaci pole se provede takzvané přeložení souřadnic 
(fold). Mějme dvě proměnné i,j. Hodnota fold(i, j) se získá: 
fold(i, j) = P[(P[i mod 256] + j) mod 256] 
Tím libovolné dvojici indexů [i, j] přiřadíme náhodný směr, který splňuje 
podmínky výše uvedené – neopakuje se (příliš), je jednoznačný a rozložení těchto 
náhodných směrů v rovině rovnoměrně vzorkuje jednotkový kruh. Směr gradient, 
v bodě [i, j] se poté získá voláním G[fold(i, j)].  
Posledním krokem výpočtu je určení hodnoty vlnky. Nejprve vypočítáme relativní 
vzdálenosti souřadnic [x, y] od [i, j]. Označme tyto souřadnice [u, v].  
[u, v] = [x, y] – [i, j], -1 ≤ u, v ≤ 1. 
 Pokles hodnoty funkce se vzdáleností je označen drop(t) a je dán kubickou funkcí: 
drop(t) = 1 – 3 |t|2 + |t|3 
Celkový úbytek Ω(u, v) v bodě [u, v] se určí z relativních příspěvků: 
Ω(u, v) = drop(u) * drop(v) 
Posledním krokem je vynásobení relativního celkového úbytku náhodou funkcí G: 
Ω(u,v) * G(i, j) 
c) Výsledná hodnota v bodě [x, y] je určena součtem hodnot vlnek z vrcholů čtverce.  
  
 
 
Obrázek 14: Textury vzniklé při experimentování s parametry Perlinovy funkce 
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6 Implementace 
V předchozích kapitolách jsem se věnovala převážně teorii spjaté s jednotlivými prvky mého 
grafického dema. Byly tam také vysvětleny základní metody a algoritmy potřebné k naprogramování 
jednotlivých prvků scény. Algoritmy jsou ale velice obecné, proto abych více přiblížila moje vlastní 
řešení daných problémů, začlenila jsem do své diplomové práce i tuto kapitolu. 
6.1 Implementace inverzní kinematiky 
6.1.1 Napodobení kloubní struktury v programu 
Pro napodobení struktury kloubní soustavy pavouka v programu jsem využila hierarchického 
uspořádání jednotlivých segmentů nožičky pavouka. Segmenty skeletu pavouka v programu nazývám 
kostmi. Rodičem nazývám kost, která je v hierarchii nad aktuální kostí. Dceřinou kostí nazývám 
kost, která leží v hierarchii pod aktuální kostí. Každá kost má v sobě vždy definované souřadnice 
kloubu a limity pro úhel, který svírá s předchozí kostí (rodičem). 
6.1.2 Výpočet úhlu 
Zjištění úhlu svíraného mezi dvěma kostmi, nebo mezi efektorem a cílem jsem použila vzorec pro 
výpočet úhlu svíraného dvěma vektory. První vektor je vytvořen z pomyslné spojnice aktuálního 
kloubu a koncového efektoru. Druhý vektor je tvořen spojnicí mezi aktuálním kloubem a cílem.  
 
 
Obrázek 15: Znázornění výpočtu úhlu svíraného dvěma vektory 
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Samotná změna úhlu nám ale pro výpočet nestačí. Musíme ještě rozhodnout, zda hodnotu ∆q 
máme přičíst k stávajícímu úhlu v kloubu nebo odečíst. To lze zjistit podle orientace vektorů. 
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6.1.3 Výpočet souřadnic 
Pro výpočet nových souřadnic efektoru a kloubů po otočení jsem použila algoritmus, který se vyžívá i 
při vykreslování kružnice jako n-úhelník.  
 
Obrázek 16: Grafické znázornění výpočtu souřadnic     
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Obrázek 17: Tři fáze pohybu nohy pavouka 
 
Obrázek 18: Krajní polohy nohy, které jsou určeny pomocí limitů pro úhly 
 
Na obrázcích 17 a 18 jsou barevně vyznačené jednotlivé kosti. Červeně je označená kost 
zakončená efektorem. Žlutě je vyznačena její rodičovská kost. Rodičem žluté kosti je zelená kost. 
Propojení kosti s rodičovskou je pro simulaci pohybu důležité.  Otočí-li se rodičovská kost o nějaký 
úhel, musí se i její dceřiná kost otočit s ní.  
Limity pro jednotlivé kosti dodávají simulaci pohybové soustavy na reálnosti, ovšem 
algoritmus CDD se tím pádem stává i o trochu složitější. Nesmí se zapomenout na fakt, že i když 
rodičovská kost dosáhne svého limitu, dceřiná kost se i nadále může pohybovat a může proběhnout i 
více iterací aniž by se rodičovská kost pohnula. Což je velice dobře vidět na obrázku 18 na první a 
třetí figuře. Zelená rodičovská kost je ve své dolní poloze, přesto je očividné, že musí proběhnout více 
iterací, aby se noha dostala z první figury do třetí. Prostřední figura znázorňuje horní limit zelené 
rodičovské kosti. 
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6.2 Uplatnění principů skeletární animace 
Popsání kloubní soustavy pavouka je poměrně složitá záležitost. Pro rozpohybování složitější soustavy 
je klíčové určení, jejích elementárních prvků. Jaké budou jejich nadřazené prvky a pak co vše 
potřebujeme pro popsání celkové soustavy. V následujících podkapitolách jsem se pokusila popsat, jak 
jsem si rozložila kloubní soustavu pavouka. 
6.2.1 Kosti pavouka 
Základním prvkem jsou již několikrát zmíněné kosti. Proto jsem si vytvořila objekt s názvem kost, 
který mimo jiné uchovává v sobě souřadnice příslušného kloubu, ukazatel na rodičovskou kost a 
obslužné funkce. Zde uvádím základní schéma objektu kost bez pomocných proměnných a funkcí: 
class kost{ 
public: 
 float x, y, z; 
 double max_uhel; 
 double min_uhel; 
 kost *rodic;  
 double zkontroluj_uhel(double uhel); 
... 
};  
 Pomocí DH-notace se poměrně snadno popisuje i dosti složitá kloubní soustava. V mém 
řešení jsem tuto notaci použila, ale ne striktně u všech prvků. Na úplně nejnižší úrovni, tím myslím 
právě úroveň kostí, pro mě osobně bylo výhodnější uchovávat globální souřadnice objektu nežli pouze 
lokální, odvozené od rodičovské kosti. 
Uchovávání globálních souřadnic je pro mne výhodné, když chci k jednotlivým kloubům 
přistupovat z venčí, jako třeba v případě, kdy potřebuji detekovat kolizi nohy s terénem. Globální 
souřadnice získáme ihned, jakmile získáme přístup k celé noze a nemusíme procházet celý 
kinematický řetězec pokaždé, kdy se noha pohne. Při prostudování principů inverzní kinematiky ale je 
zřejmé, že se bez lokálních souřadnic neobejdeme. Jednotlivé kosti rotují vždy okolo kloubu 
umístěného v počátku lokálního souřadnicového sytému. Toto se ale dá jednoduše vyřešit. Pokud 
známe globální souřadnice rodiče, jednoduše je odečteme od souřadnic dceřiné kosti a získáme tak její 
lokální souřadnice, kdykoli je třeba.  
6.2.2 Nohy pavouka 
Pavouk má osm nohou. Z biologického hlediska není všech osm nohou pavouka stejných. Přední pár 
končetin je například delší než ostatní tři páry, nebo se liší tvarem atd.  Ovšem jsou i druhy pavouků, 
kteří mají na první pohled všech osm nohou stejných. Liší se jen umístěním vzhledem k tělu. Takovýto 
druh pavouka jsem se rozhodla namodelovat já. Z programátorského hlediska je tento druh pavouka 
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nejjednodušší na modelování, protože můžeme pro všechny nohy vytvořit společnou třídu. Rozdíl 
mezi jednotlivými nohami bude jen v umístění a v rotaci.  
Další důležitou otázkou je počet kostí, které třída noha bude obsahovat. Je jasné, že ten se liší 
model od modelu a záleží na druhu kinematického řetězce. Já jsem se rozhodla řešit model pavouka, 
jehož noha se skládá jen ze tří pohyblivých kostí, jak je patrné třeba na obrázku 15. Ovšem 
v implementaci jsem zavedla objektů třídy kost pět pro každou nohu. V objektu kost uchovávám jen 
jedny souřadnice, proto je zřejmé, že musím začít počítat od souřadnic efektoru. Když dojdeme tedy 
ke kloubu, který odděluje nohu od těla, jsme na čísle čtyři. Pátý objekt třídy kost jsem pak potřebovala 
pro určení mezních úhlů svíraných mezi posledním článkem nohy a tělem pavouka, které jsem mohla 
vyjádřit jako pomyslnou pátou kost. Níže je uvedena základní třída noha (opět bez pomocných funkcí 
a proměnných): 
class noha{ 
public: 
 kost kost1; 
 kost kost2; 
 kost kost3; 
 kost kost4; 
 kost kost5; 
 
 // počáteční umístění nohy 
 float poc_translace_x; 
 float poc_translace_z;  
 float poc_rotace; 
 float poc_scale; 
 
 //přirozený pohyb nohy dopředu a dozadu 
 float rotace;  
 ... 
}; 
 Jak si lze všimnout, počáteční umístění nohy je popsáno i pomocí translace, tak i pomocí 
rotace a počátečního měřítka. Nohy pavouka totiž nejsou vedle sebe pravidelně vyřádkované, ale dá se 
snadno vypozorovat, že přední pár více natočen dopředu, zadní pár je zas více dozadu. Opět se to liší  
druh od druhu a zahrnutí tohoto poznatku do modelu přidá více na realističnosti. Pavouk hned 
nevypadá jako nějaký primitivní robot, ale jako pavouk. Proměnná poc_scale neslouží ke změně 
měřítka. Je tu proto, že nohy na levé polovině těla jsou vlastně zrcadlově obrácené nohy, které se 
nachází v pravé části. Proto v případě zrcadlového obrácení je poc_scale nastaveno na -1 a nesmí se 
zapomenout s ním počítat i při rotacích, protože tam, kde noha na pravé straně rotuje o +30 stupňů, na 
levé straně musí noha rotovat přesně obráceně. To znamená o -30 stupňů.  Proměnná rotace se při 
pohybu nohy v čase neustále mění. 
6.2.3 Celé tělo pavouka 
Nadřazeným objektem pro nohu pavouka je logicky tělo pavouka. V mé práci jsem tuto třídu nazvala 
jednoduše pavouk.  Tato třída v sobě nese nejen objekty jednotlivých nohou, ale také zde jsou objekty 
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modelů potřebných pro skinnig, o kterém se zmiňuji v kapitole níže. Dále samozřejmě obsahuje 
metody pro vykreslování jednotlivých částí a vše, co potřebujeme pro obsluhu pohybu pavouka. Níže 
uvádím důležité části, které třída obsahuje.  
class pavouk{ 
public: 
 noha noha1; 
 ... 
... 
 noha noha8;   
 skin skelet; 
  
 pozice_pavouka pozice;  
 ... 
}; 
Kromě všech osmi nohou a objektu skelet, který uchovává 3D modely je důležitá pozice 
pavouka. Může to být struktura, ale já si ji vytvořila jako třídu, se kterou jsem si asociovala důležité 
metody spjaté právě s pozicí pavouka.  
class pozice_pavouka{ 
public: 
 //posunuti těla 
 float translace_x; 
 float translace_y; 
 float translace_z; 
 
 //naklonění těla nahoru a dolů 
 float rotace_kol_x; 
 // otáčeni těla pavouka doleva a doprava 
 float rotace_kol_y; 
 //nakloneni těla nalevo a nebo napravo 
 float rotace_kol_z; 
 
//metody spajté s detekcí kolizí 
void spocti_rotaci_x(...); 
void spocti_rotaci_z(...); 
... 
}; 
Ze třídy pozice_pavouka je patrné, že pavouk může rotovat kolem všech os a je mu umožněno 
se posunout kterýmikoli směrem. Protože pavouk nechodí po rovném terénu, ale po terénu zvlněném, 
jeho tělo se musí různě naklánět. Buď dopředu a dozadu, podle toho zda stoupá nebo klesá terén nebo 
i nalevo a napravo, pokud se pod jednou částí těla vyskytne třeba nějaká nerovnost. Tomuto problému 
se více věnuji v kapitole detekce kolizí.  
V předchozích kapitolách jsem popsala podřazené třídy objektu pavouk. Pokud tedy chceme 
určit skutečné globální souřadnice efektoru levé první nohy, musíme vzít v potaz jak všechny translace 
a rotace, která vykoná tělo pavouka, tak i všechny translace a rotace, které vykoná samotná noha a 
samozřejmě nesmíme pro správný výpočet zapomenout i na to, že levá noha je ve skutečnosti jen 
obrácená pravá a proto je potřeba i počítat s proměnnou poc_scale.  
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Obrázek 19: Počáteční umístění pavouka v prostoru s tmavěji zabarvenými koncovými kostmi bez 
texturingu. Červenou barvou je vyznačena osa x, zelenou barvou osa y a modrou barvou osa z. 
6.3 Pohyb pavouka v praxi 
Pohyb pavouka se tedy dá poměrně podrobně popsat pomocí jednoduché fyziky. V mé implementaci 
získávám aktuální výchylku vodícího bodu na ose y díky tomu, že si vždy zapamatuji předchozí 
výchylku a časovač mi dodá čas, který uplynul od posledního zavolání funkce. Parametry systému 
jsou úhlová frekvence, která nám ovlivňuje rychlost, s jakou se efektor pohybuje, a maximální 
výchylka, která nám určuje skutečný pohyb vodícího bodu po ypsilonových souřadnicích.   
To jestli se bude koncový efektor pohybovat, rozhoduje fáze. Jak je patrné z následujícího 
obrázku, pokud je fázový úhel v rozmezí 0 – π, cílový bod se bude pohybovat a s ním efektor a 
příslušné klouby nohy. V hodnotách fáze mezi π - 2π se cílový bod nehýbe a tím pádem se ani noha 
nepohybuje a ypsilonové souřadnice zůstávají stejné. 
  
 
Obrázek 20: Fázový diagram pohybu nohy okolo počátku osy y 
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 Jak jsem již psala výše, druhým dílčím pohybem je rotace samotné nohy, která se také dá 
vztáhnout k fázovému úhlu. Úhel rotace  tedy vypočítávám následovně: 
  ID · t"_
v 
Podle toho, zda je I menší než π nebo větší než π, tak úhel zvyšuji nebo naopak snižuji. A aby 
animace pavouka byla o něco realističtější, tak nohu neotáčím pouze do kladných hodnot od výchozí 
pozice (myšleno nyní ve smyslu přirozeného umístění nohy), ale také i do záporných.  
Abychom docílili dojmu přirozeného pohybu, kdy se každá noha pohybuje jinak, nastavíme u 
každé nohy úhel počáteční fáze na jinou hodnotu. Nemůžeme ale tuto hodnotu zvolit náhodně. Je třeba 
také myslet na to, že se jednotlivé nohy nemohou naprosto pohybovat souběžně. Pokud se stane, že 
obě přední nohy pavouka jdou současně dopředu a dozadu, vypadá to, jako kdyby pavouk vesloval. 
Z fyzického hlediska je také nemožné, aby všechny nohy na jedné straně například byly zvednuté. 
Pavouk nepřenáší váhu těla stejně jako člověk, proto vždy musí na nějaké noze stát. Dalším 
problémem je, že pavouk nemůže jít například druhou nohou na levé straně dopředu a současně první 
noha na levé straně má fázi, kdy jakoby se pohybuje dozadu. To by došlo k překřížení nohou a to je 
také nepřirozený pohyb.   
Jak je vidět, není to jednoduchá záležitost. K určení potřebných hodnot počátečních úhlů mi 
posloužilo shlédnutí několika dokumentárních filmů, kde byli natočeni pavouci. Dá se vypozorovat 
pár vzorců pohybu nohou, která jde první a která za ní následuje. Ovšem na závěr jsem tyto poznatky 
musela mírně upravit a ručně zkoušet, která kombinace vypadá nejpřirozeněji na mém pavoukovi.  
Experimentálně jsem tedy dospěla následujícím číslům (číslování nohou je následující. 
Nejprve jsou číslovány nohy na pravé straně a poté na levé):  
 
Číslo nohy Počáteční fáze 
1 1.0 
2 2.0 
3 3.8 
4 4.5 
5 0.0 
6 1.0 
7 2.8 
8 3.5 
 
 Jak je vidět, vždy beru jednu stranu a postupně zvyšuji počáteční fázi. Při delším 
experimentování by se určitě daly nalézt optimálnější hodnoty. Ovšem mírná nepravidelnost 
zvyšování hodnoty je zde záměrná. Pohyb mi osobně přišel přirozenější, než aby fáze nohou byly od 
sebe vzdáleny v přesně dlouhých intervalech.   
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6.3.1 Pohyb celku 
Každý pohybující se objekt má svou rychlost. Je to vektor, který má určitou velikost a směr. Vše, co se 
ve scéně mého grafického dema pohybuje, má uřčený rychlostní vektor. Model pavouka jsem 
popisovala od nejdetailnějších částí k těm více obecným. Začala jsem články nohy, poté celou nohou a 
nyní již zbývá popsat jen pohyb celku. V implementaci jsem postupovala obdobně. Od pohybu článků 
nohy až po pohyb těla. Je proto logické, že při stanovování rychlosti celého modelu musíme brát 
v potaz i rychlost jeho článků a postarat se o to, aby tyto rychlosti vzájemně korespondovali. 
Konkrétně si musíme dát pozor na případ, kdy simulujeme pohyb nohy pavouka. V reálném světě je 
klasický pohyb nohy udělán tak, že se pohybuje směrem dopředu. Poté, co dopadne noha na podložku, 
tak se za ní pohybuje tělo. Pokud se ale díváme z pohledu těla, tak noha vůči němu rotuje dozadu. 
Tohoto efektu jsem využila i při implementaci. Noha pavouka se opravdu pohybuje dozadu. A právě 
správně zvolená rychlost pohybu celého modelu umožní to, že pohyb nohy vypadá důvěryhodně a 
nohy takzvaně nepodkluzují.   
Druhou složkou rychlostního vektoru je směr, který je třeba určit z plánované trasy pavouka. 
Obecně se dá pohyb pavouka popsat pomocí nějaké křivky, kdy při každém zavolání funkce si určíme 
polohu pavouka na křivce a spočítáme aktuální směr. Zvažovala jsem použití různých křivek, ale 
nakonec zvítězilo nejjednodušší řešení. Jednoduchý popis křivky pomocí konkrétních bodů, které se 
na ní nacházejí. Při uvážení skutečnosti, že obvykle se i ve skutečnosti pavouk pohybuje přímočaře a 
ze směru ho vychýlí jen nějaká velká překážka, mi přišlo toto řešení nejvhodnější.  
Jakmile tedy budeme mít i směrový vektor, otočí se samozřejmě pavouk jeho směrem. Pro 
simulaci pohybu pomocí translace, ale ještě musíme směrový vektor rozložit na jednotlivé složky x a 
z. A poté určit jakou rychlostí se v jednotlivých souřadnicích pohybuje. 
6.3.2 Detekce kolizí 
Přestože na první pohled vypadají metody detekce kolizí založené na detekci vzdáleností složitě, 
v programu jsem použila metodu, která by se do této kategorie dala také zařadit. Podstatné je, v jakém 
rozměru minimum nacházíme. Já si vzala základní úvahu. Mám pavouka, u něhož potřebuji určit 
detekci kolizí s terénem. Je žádoucí, aby se mi konce nohou pavouka do terénu bořili co nejméně, ale 
zároveň nechci aby se mi vznášely příliš nad terénem. Obecně vzdálenost nohou pavouka od terénu 
určuje vzdálenost těla pavouka od terénu. Pokud by tělo pavouka bylo umístěno příliš vysoko nad 
terénem, konce nohou by ani nedosáhli na povrch a celý pavouk by se vznášel ve vzduchu. Terén ale 
je zvlněný. Proto nelze výšku těla pavouka určit napevno, ale je potřeba ji vypočítávat jako vzdálenost 
těla od povrchu terénu pro konkrétní souřadnice.  
Pozice pavouka je nám známá. Nyní nastává problém, jak určit výšku terénu. Principům 
generování terénu z výškové mapy se věnuji níže. Podstatné je, že že vrcholy, které určují souřadnice 
terénu, jsou celočíselné souřadnice x a z a z výškové mapy je jim přiřazena určitá výška. Jak tedy určit 
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výšku terénu kdekoli mimo tyto vrcholy? Musíme aproximovat. Použila jsem pro to následující 
algoritmus.  
Vstup: souřadnice x a z typu float 
Algoritmus: 
1) Získej celočíselné hodnoty x a z a ulož je jako intx a intz 
2) Oříznuté hodnoty za desetinnou čárkou ulož jako fracx a fracz 
3) Získej výšky terénu v následujících bodech (intx, intz), (intx, intz+1), (intx+1, intz)  a 
(intx+1, intz+1) a pojmenuj je h11, h12, h21 a h22. 
4) Aproximuj výšku: 
(1 - fracX) * ((1 - fracZ) * h11 + fracZ * h12) + fracX * ((1 - fracZ) * h21 + fracZ * h22); 
 
Jakmile známe výšku terénu v kterémkoli místě ne jen v celočíselných bodech, stačí nám 
nastavit vzdálenost, jakou si má tělo pavouka od povrchu udržovat. 
Takto ale určíme vzdálenost pouze středu těla od terénu. Pavouk má nějakou velikost. Myslím 
tím výšku i šířku, kterou má i po započítání nohou a pokud jde po členitém terénu, jeho tělo se různě 
naklání. Tohoto efektu dosáhneme uplatněním jednoduchého principu. Pavouka umístíme tak, že 
hlavička se nachází v požadované výšce nad terénem a zadeček je ve vodorovné poloze. Vytvoříme si 
vektor, který začíná v hlavičce a končí v zadečku. Nyní si spočítáme výšku terénu v místě zadečku. A 
vytvoříme vektor, který opět začíná v hlavičce a končí v místě zadečku, ale již v požadované výšce 
nad terénem. Nyní není nic snazšího než spočítat úhel svíraný těmito vektory a to bude úhel, o který se 
naklání tělo pavouka dopředu a dozadu. 
Naklonění pavouka nalevo nebo napravo je o trochu složitější. Jako referenční body pro 
vzdálenost od terénu nemůžeme vzít body, které se nachází na nohou, protože nohy neustále mění 
svou polohu. Proto je nutné si vytvořit pomocné vektory ve výšce těla, které sahají do stejné 
vzdálenosti od těla jako konce nohou. Nyní je již princip obdobný jako u určování náklonu dopředu a 
dozadu.  
Poslední možnou kolizi s terénem mohou způsobit samotné konce nohou, zvané efektory. Ty 
následují vodící bod pro inverzní kinematiku a neustále mění svou pozici podle fázoru u sinusoidy. 
Zde tedy přichází na řadu již pravý princip detekce kolizí. Do algoritmu pohybu efektoru je třeba 
zakomponovat test na detekci kolizí, podle algoritmů uvedených výše. Já si zvolila algoritmus 
založený na určování vzdálenosti.  
Čas kolize může nastat kdykoli během programu. Proto je třeba efektor testovat na kolize vždy, 
kdy je v pohybu. Naštěstí nemusíme řešit obecný případ kolize v prostoru, ale můžeme si případ 
značně zjednodušit. Efektor sám o sobě má malou plochu, proto ho můžeme vzít jako bod a kolize 
bodu a plochy je o poznání jednodušší záležitost. Pokud nastane kolize, víme, že se souřadnice 
efektoru a terénu v daném místě budou shodovat. Pokud kolize nenastane, liší se souřadnice pouze ve 
složce y. Pozici efektoru je možné kdykoli dopočítat pomocí užití teorie z kapitoly 3.3.3. Výška terén 
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je též snadno získatelná. Výpočet kolizí lze pak rozdělit do dvou kroků. Prvním krokem je detekce 
kolizí. Druhým je pak generování odezvy na kolizi.  
Pokud zjistíme kolizi s terénem, je žádoucí efektor pokud možno zastavit ještě před tím, než 
kolize nastane. Proto je ideální si nejprve spočítat novou pozici efektoru, ale ještě změnu 
nevykreslovat. Pouze udělat test na kolizi. Pokud kolize nastane, není nic jednodušší, než se vrátit na 
předchozí pozici.  
 
7 Scénář 
Aby grafické demo zaujalo, potřebuje také nějaký příběh. Bylo pro mě poměrně těžké vymyslet nějaký 
vhodný scénář, který by dostatečně demonstroval inverzní kinematiku v mém demu a zároveň, aby 
měl i nějakou myšlenku. Základní požadavek, který jsem si kladla, byl, že chci animovat pavouka. 
Jenže vymyslet nějaký příběh s tímto tvorem není tak snadné.  
Výrazové prostředky grafického dema jsou poměrně omezené. Většinou se můžeme spolehnout 
pouze na vizuální stránku. Zvukový doprovod buď není, nebo jen na pozadí hraje nějaká hudba. 
Mluvená řeč se v grafickém demu vyskytuje jen výjimečně. Pokud tedy chceme vybudovat nějaký 
příběh, musíme ho založit na jednání postav, na záběrech kamery nebo případně si vypomoci nějakým 
tím nápisem.   
Nakonec jsem se rozhodla pro jednoduchý příběh. Zobrazení takového „obyčejného“ dne 
v trávě. Postupně při tom sledujeme dvě postavy. Již výše zmíněného pavouka, co se blíží ke své 
pavučině a motýla poletujícího od jedné rostlinky ke druhé. Najednou se ale motýl chytí do pavučiny a 
je ukázán jeho boj o život. Vše pak končí vyjádřením klíčové myšlenky: „Naděje umírá jako 
poslední.“   
 
8 Závěr 
Tato práce se věnuje mnoha tématům. Jak je z ní jistě patrné, jedná se o velice obsáhlé celky a je 
zřejmé, že jsem zatím do jejich problematiky pronikla pouze okrajově. Každé téma, které bylo třeba 
při tvorbě grafického dema zpracovat, by totiž samo o sobě vydalo minimálně na několik diplomových 
prací. Primární téma pro moji práci bylo užití inverzní kinematiky. Myslím si, že jsem ve 
výsledném grafickém demu toto úspěšně splnila.  
Aby demo ale nebyla jen nudná záležitost s chodícím pavoukem, je potřeba tam dodat i další 
prvky scény. Téměř nezbytným prvkem takového dema je terén, hned za ním následuje skybox. Bez 
těchto dvou prvků by žádná scéna nepůsobila realisticky. Hlavně pro generování terénu existuje 
nepřeberné množství algoritmů a do problematiky se dá ponořit na celé dny.  Tvorba dema se tedy pro 
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mne stala otázkou priorit. Musela jsem si stanovit, jaké problematice se budu věnovat méně a do které 
chci hlouběji proniknout.  
Pro skybox a terén jsem tedy zvolila jedny z nejzákladnějších algoritmů. Zato daleko více času 
jsem věnovala problematice detekce kolizí. Původní plán byl mít terén téměř plochý, abych se tomuto 
tématu nemusela vůbec věnovat. Ovšem když jsem zkoušela, jak pavouk chodí po rovné ploše, přišla 
mi demonstrace inverzní kinematiky příliš triviální a nezajímavá. Přitom inverzní kinematika je přímo 
jako stvořená pro algoritmy detekce kolizí. Proto jsem se rozhodla tématu nakonec více věnovat.  
Na rozdíl od detekce kolizí bylo generování procedurálních modelů za použití L-systémů 
v plánu od samého začátku. Toto téma mne vždy zajímalo a jen jsem čekala na vhodný důvod proč se 
do problému více ponořit. To samé se týkalo i generování textur. Je to pro mne oblast velice zajímavá. 
Fascinovalo mne, co všechno za vzory se dá vygenerovat z „obyčejného“ šumu. Do těchto tří témat 
jsem se nakonec natolik ponořila, že posléze mi již nezbývalo příliš mnoho času na implementaci. 
Bohužel musím říci, že jsem si čas pro tvorbu dema poněkud špatně rozvrhla a nakonec tím 
poněkud utrpěla jeho vizuální stránka. Kdyby bylo více času, určitě bych si více vyhrála s barevným 
rozvržením scény, lépe bych otexturovala modely také bych si zkusila vygenerovat více druhů rostlin. 
Zkrátka stále je na mém grafickém demu co vylepšovat.  
Přesto si myslím, že jsem cíle, které jsem si kladla na začátku, splnila. Zprvu mi přišlo nemožné 
i jen samotné rozpohybování pavouka. To se ale povedlo. Podařilo se mi také vygenerovat rostliny i 
nějaké procedurální textury. Navíc dokonce oproti plánu je udělaná i detekce kolizí pavouka 
s terénem, která sice není dokonalá, ale myslím si, že pro potřeby dema je zcela dostačující.  
Málokterý autor je vždy bezvýhradně spokojen se svým dílem. Ani já nejsem se svou prací plně 
spokojena. Vidím tam ještě mnoho nedostatků a možností, co vylepšovat, ale tomu tak si bude vždy. I 
má moje práce nějaký přínos pro ostatní. Většina lidí si totiž myslí, že skeletární animace je něco 
nesmírě složitého a že se bez grafických nástrojů jako je Blender nebo Maya při tom neobejde. Opak 
je pravdou. Může se o to pokusit každý, kdo umí alespoň trochu programovat a je ochoten si rozšířit 
obzory o algoritmy inverzní kinematiky.  
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