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Resumen 
El Desarrollo de Software basado en 
Componentes posibilitó la creación de 
repositorios de software. En los reposito-
rios es posible publicar, recuperar y re-
usar componentes. En los repositorios 
actuales se han identificado requerimien-
tos no funcionales pero no son presenta-
dos explícitamente como aspectos, la abs-
tracción central del Desarrollo de Softwa-
re orientado a Aspectos. Por lo tanto los 
aspectos son requeridos para ser reutiliza-
dos, es decir que son publicables y recu-
perables. Los métodos de publicación y 
recuperación actuales serán analizados 
con el fin de adaptar o extender el más 
apropiado para la especificación de aspec-
tos. 
 
Palabras clave: reusabilidad, repositorio 
de software, componentes, AspectJ. 
Contexto 
Este trabajo forma parte del proyecto 
denominado “Usabilidad & AOP: desa-
rrollo y evaluación de un framework de 
dominio”(29/A315) que se llevará a cabo 
en el período 2014-2015 por el grupo de 
investigadores del Instituto de Tecnología 
Aplicada, financiado por la Universidad 
Nacional de la Patagonia Austral, Unidad 
Académica Río Gallegos. 
Introducción 
Un repositorio de software es una li-
brería en la cual se almacenan componen-
tes software reutilizables y debe ofrecer 
una categorización de estos artefactos [1]. 
Para que su utilización sea efectiva, el 
usuario debe comprender claramente su 
contenido y luego determinar si sus re-
querimientos serán cubiertos por el mis-
mo. El Desarrollo de Software basado en 
Componentes (DSBC) [2][3] ha posibili-
tado la creación de repositorios de soft-
ware donde publicar, recuperar y reusar 
componentes. 
Un componente de software reutiliza-
ble puede definirse como “cualquier 
componente desarrollado específicamente 
para ser utilizado en más de un contex-
to”[4]. Para que un componente sea alma-
cenado en un repositorio se debe propor-
cionar su información general, informa-
ción relacionada a su funcionalidad, res-
tricciones, requerimientos y la documen-
tación para su posterior integración y/o 
especialización. 
Basándose en esta información pueden 
ser categorizados, lo cual es un proceso 
no trivial de gran importancia. Una buena 
especificación y categorización permitirá 
a los usuarios, acceder a los componentes 
que requieran, cuando sea necesario. Los 
componentes pueden ser especificados 
por medio de esquemas facetados [5], 
ontologías [6][7][8], frameworks[9], ta-
xonomías[10], métodos topológicos[11] 
[12][13] y estructurales[14].  
WICC 2014 XVI Workshop de Investigadores en Ciencias de la Computación
Página 480 de 1158
El Desarrollo de Software Orientado a 
Aspectos (DSOA)[15][16][17] es un pa-
radigma propuesto para encapsular Re-
querimientos No Funcionales (RNF) 
[18][19], también conocidos como cross-
cutting concerns [20]. Los RNF (por 
ejemplo logging, sincronización, replica-
ción, etc.) entrecruzan la funcionalidad 
principal de un sistema, generando el de-
nominado código disperso y enmarañado, 
el cual presenta varias dificultades, como 
por ejemplo, su mantenimiento. Un as-
pecto es la abstracción central del DSOA, 
el cual se compone de dos partes modula-
res: pointcuts y advices. Los advices son 
similares a los métodos, debido a que son 
fragmentos de código que serán incorpo-
rados al dominio en algún momento (af-
ter, before, around); los pointcuts son las 
expresiones que establecen ante qué even-
tos y condiciones estos fragmentos se 
ejecutarán, por ejemplo la llamada a un 
determinado método [15]. 
Los enfoques mencionados promueven 
el reuso de software, permitiendo alcanzar 
el desarrollo rápido de aplicaciones, me-
jorando la calidad y el rendimiento de los 
desarrolladores, por lo que resulta necesa-
rio que los repositorios de software inclu-
yan aspectos. 
Para determinar si los aspectos pueden 
ser almacenados y recuperados desde un 
repositorio, inicialmente se analizarán los 
mecanismos actuales destinados a la es-
pecificación, publicación y recuperación 
de componentes software. 
El presente trabajo se enfoca en la 
adaptación y/o extensión de alguno de 
estos mecanismos aplicado a aspectos. 
Cualquiera sea el método de especifica-
ción seleccionado, deberá incluir la in-
formación relacionada a conceptos diná-
micos y estáticos, propios de los aspectos, 
permitiendo su clasificación dentro del 
repositorio, como así también definir, 
diferentes niveles de reuso. Este último es 
un detalle muy importante, los aspectos 
poseen una estructura sobre la cual, es 
posible reutilizar el aspecto, un pointcut 
y/o un advice, dado que la definición de 
cada elemento estará disponible de forma 
individual. 
Líneas de Investigación, Desarro-
llo e Innovación 
El reuso o reutilización de aspectos ha 
sido abordado por diferentes trabajos en 
el campo de la investigación, a continua-
ción se expondrán brevemente algunos de 
estos enfoques.  
En [31] el reuso se enfoca en las de-
pendencias entre aspectos, definiéndose 
una clasificación de acuerdo a la manera 
en que interactúan unos con otros y a la 
forma en que se dispara su funcionalidad. 
El aspecto se define en términos de los 
servicios que provee, los que requiere y 
los que puede eliminar sobre otros aspec-
tos. 
En algunos lenguajes orientados a as-
pectos como AspectJ[32] se utiliza la he-
rencia como mecanismo para implemen-
tar el reuso, sin embargo presenta algunos 
problemas. Para solucionarlo se han defi-
nido cinco reglas y se considera el desa-
rrollo de al menos tres aspectos para lle-
var a cabo el reuso [33]. 
Una diferencia entre objetos y aspectos 
se encuentra en la dependencia que po-
seen con respecto a otros componentes de 
una aplicación. Los objetos bien definidos 
tienen limitado alcance con mínima de-
pendencia y alta cohesión. Los aspectos 
son válidos bajo ciertas condiciones de 
contexto [34], se requiere comprobar la 
compatibilidad y los requerimientos que 
definen su contexto de uso. La utilización 
de pre y post condiciones de la programa-
ción de diseño por contratos son una al-
ternativa a utilizar para la especificación 
de un aspecto reusable.  
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En [35] se aborda el reuso sobre pro-
piedades que aportan calidad a una apli-
cación y no sobre la funcionalidad como 
es habitual. Estas propiedades, son difíci-
les de identificar, clasificar y catalogar, 
por lo que no es suficiente basarse en su 
taxonomía[36][37].El punto de partida del 
artículo es enfocarse en los RNF [18][19], 
ingeniería de requerimientos orientada a 
objetivos[38], programación orientada a 
aspectos[15], reuso de software[39] y 
gestión de calidad.  
Sin embargo ninguno de estos enfo-
ques propone el reuso de un aspecto, co-
mo un módulo alojado en un repositorio 
en el que puede ser publicado y recupera-
do.  
En [21] se llevó a cabo una explora-
ción sobre un conjunto de repositorios de 
software [22][23][24][25][26] en los cua-
les se confirma la presencia de RNF, lo 
que demuestra que son requeridos para 
ser reutilizables, por lo tanto son publica-
bles y recuperables, sin embargo no están 
modularizados como aspectos. Para que 
los aspectos puedan ser almacenados, es 
fundamental definir qué información debe 
proporcionar su especificación para su 
publicación y recuperación. Existe infor-
mación común tanto para componentes 
software como para aspectos, pero estos 
últimos poseen ciertos conceptos que lo 
diferencian notablemente. Estos concep-
tos son dinámicos (pointcuts y advices) y 
estáticos (herencia e introducciones) y 
deben estar incluidos en la especificación 
del aspecto. 
Resultados y Objetivos 
El objetivo de este trabajo es definir y 
desarrollar mecanismos que permitan la 
especificación de aspectos reusables. 
Luego se desarrollará una herramienta 
estilo “prueba de conceptos” que imple-
mente esta especificación, permitiendo 
publicar y recuperar estos módulos sobre 
un repositorio.  
 
Objetivos Específicos  
 Adaptar o extender mecanismos es-
tandarizados de componentes para as-
pectos. 
 Desarrollar un esquema que permita 
especificar y clasificar aspectos. 
 Desarrollar una herramienta estilo 
prueba de conceptos que soporte el 
esquema  
 Desarrollar y ejecutar un plan de vali-
dación para comprobar que los aspec-
tos pueden ser almacenados y recupe-
rados. 
Al finalizar este trabajo debe ser posi-
ble: almacenar, clasificar, buscar y recu-
perar aspectos reusables en un reposito-
rio, basándose en la especificación y me-
canismos definidos. Esta especificación 
conjuntamente a una ontología o clasifi-
cación facetada, darán soporte a una he-
rramienta sobre la cual se deberá probar 
lo objetivos definidos. 
Posteriormente el usuario debería ser 
capaz de acceder a los aspectos categori-
zados, realizar consultar, seleccionar y 
recuperarlos para ser reutilizados en dife-
rentes aplicaciones. 
Formación de Recursos Humanos 
El equipo de investigadores está con-
formado por docentes de la Universidad 
Nacional de la Patagonia Austral, estu-
diantes de la Licenciatura en Sistemas y 
de la Maestría en Informática y Sistemas 
que dicta la universidad. En particular 
este proyecto incluye una tesista de la 
Maestría en Informática y Sistemas de la 
UNPA. 
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