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要旨 
2020 年度から小学校でプログラミング教育が必修化される。これに伴いプログラミング
への注目が集まっている。プログラミング教育は ICT 関連産業の人材不足や、アルゴリズ
ムによる問題解決能力の習得が目的だと思われる。 
本論ではプログラミング学習とその前提となるアルゴリズムの習得、Scratch を利用し
たプログラミング学習の考え方、それらをどのように活用するのか考察する。 
 
キーワード 
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１. はじめに 
まず、プログラミングとは何かという基本的な部分を説明する。  
次にアルゴリズムとの関係について述べ、具体的なプログラミング言語の特徴を挙げる。 
最後に学習法、活用法などについて考察する。  
 
２. プログラミング 
プログラミングとは「コンピュータに自分の意図した通りの仕事をさせる手順書を作る
こと」である。コンピュータがいかに高性能であっても、利用者が適切に指示を出せなけ
れば能力を発揮することができない。現在のコンピュータは基本的にプログラムと呼ばれ
る「手順書」に従った動作しかできず、自分で最適な動作を考えることはできない。もち
ろん、ディープラーニングや AI（人工知能）など自分で考えるコンピュータも研究されて
いるが、用途が限定されたり、実用段階ではなかったりする。ここではこれらを考慮せず、
コンピュータは「手順書」通りにのみ動作するものとして考察する。  
プログラムとして近年注目されているのは将棋や囲碁、チェスなどの思考プログラムで
ある。開発が盛んに行われており、圧倒的な計算能力を駆使してプロを上回る実力を持っ
ているプログラムも出てきた。  
またスマートフォンが普及してきた影響で、iPhone、Android ともにユーザーがアプリ
を開発して公開することが簡単にできるようになった。このこともプログラムが注目され
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る要因となっていると考えられる。  
 
３. アルゴリズム 
プログラミングは「手順書」を作ることだが、手順書を作るにはどのような手順が適切
で効率が良いのかを知っておく必要がある。これを考えるのがアルゴリズムである。アル
ゴリズムさえわかっていれば、どのプログラミング言語にも応用は可能である。  
例えば一般的なカップラーメンを作る手順を考えてみる。  
 
1. 必要な量のお湯を沸かす 
2. カップラーメンの蓋を開け、お湯を注ぐ  
3. 決められた時間（3～5 分）待つ 
4. カップラーメンのできあがり 
 
およそ上のような手順になる。ここでアルゴリズムとして順番に見ていこう。  
1 番目の「必要な量のお湯を沸かす」だが、実際には手順をもっと細かくすることがで
きる。 
 
1. 必要な量の水を用意する 
2. やかんへ入れる  
3. ガスに火を付け、沸騰するまでしばらく待つ  
4. お湯が沸いた  
 
さらに、もっと細かく考えることもできる。最終的に細かくできなくなったところが最
も細かい仕事の単位となる。これがアルゴリズムの考え方で、できることを組み合わせて
目的の作業を行うことになる。基本的にコンピュータは単純なことしかできず、それを組
み合わせることで複雑な処理を行っている。 
また、上記の例ではお湯を沸かすのにガスコンロを利用してやかんで沸かしたが、電気
ポットや電気ケトルで沸かす方法もあるだろう。最近だと IH クッキングヒーターを使っ
て沸かすかもしれない。同じ「お湯を沸かす」という目的でも、違う方法で達成すること
ができる。 
車で目的地へ到達する場合も同じである。細い道を最短距離で向かう方法もあれば、国
道など大きな道を経由して到達する方法、ぐるりと回り道をして到達する方法などである。
もちろん効率の違いはあるが、「目的地へ到達する」ことは達成できる。  
つまりコンピュータのアルゴリズムを学ぶということは、コンピュータができることを
理解した上でそれをパズルのように組み合わせ、可能な限り効率良く自分の目的通りに動
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作させることとなる。最終的には想像力や応用力などが必要となるであろう。  
 
４. プログラミング言語 
プログラミングに欠かせないのがプログラミング言語であるが、その種類は 200 以上あ
るとも言われている。よく利用されるメジャーな言語もあれば、あまり利用されないマイ
ナーなものもある。ここでは代表的な言語を挙げ、利用法や応用例などから、どのような
学習に適しているか考察する。  
(1) 機械語 
コンピュータが理解できる唯一の言語が機械語（マシン語とも呼ばれる）である。いわ
ゆる 2 進数である 0 と 1 のみで記述された言語となる。最もコンピュータに近いプログラ
ミング言語ということで低級言語とも呼ばれる。逆に機械語以外のプログラミング言語は
高級言語と呼ばれる。  
機械語でプログラミングするのが最も効率が良いのだが、アルゴリズムの部分でも述べ
たように仕事の単位が単純で細かい。細かすぎるため、複雑なプログラムを人間が作成す
るのにはあまり向いていない。  
筆者も 8 ビットコンピュータと 16 ビットコンピュータの機械語を学んだことがある。8
ビットコンピュータ程度ならば機械語でプログラムを作ることも可能であり、コンピュー
タの性能としてもあまり高くないことから高級言語を使うより高速に動作させることがで
きた。16 ビットコンピュータになると扱うデータの量が増え、機械語でのプログラミング
が複雑になり難しくなる。また、高級言語を使うのと速度差がそこまで顕著ではなくなっ
ていた。現在我々が一般的に利用する PC は 64 ビット OS 上で動作していることがほとん
どだが、これをすべて機械語でプログラミングするのは現実的ではないと思われる。  
もちろん機械語自体は現在のコンピュータでも存在するが、プログラミング言語として
利用することはほぼ無いと言ってよいだろう。  
(2) LOGO 
教育向けの言語として開発されたもの。中でもタートルグラフィックスと呼ばれる亀の
移動する軌跡で画像を描く機能が視覚的に面白く、学習用によく利用されていた。亀は平
面上を移動するが、亀の向いている方向にしか動けない。方向転換と前進をうまく利用し
て画像を描くのである。次にあげる Scratch にもこの考え方が継承されているように考え
られる。 
(3) BASIC 
1970 年代末から 1980 年代にかけて普及しだしたマイコン（マイクロコンピュータ、現
在で言うところのパーソナルコンピュータ、パソコン、PC）で比較的容易にプログラミン
グできるインタプリタ言語として搭載されたプログラミング言語。複雑なプログラムを作
成するのには適さないが、面倒な定義や手続きが不要なので初心者向け言語として広く使
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われた。 
現在でも VB（Visual Basic）、もしくは Word や Excel などで VBA（Visual Basic for 
Applications）としてマクロを作成するのによく利用される。  
(4) C 
より機械語に近い命令と考え方をもつ言語。派生として C++、C#、Objective-C がある。
比較的機械語に近く細かい記述が可能な言語で、「ポインタ」と呼ばれる概念が特徴的であ
る。 
特に C++がオブジェクト指向プログラミングを採用し、様々なアプリケーションを開発
するのに利用された。オブジェクト指向プログラミングは、データとその振る舞いをオブ
ジェクト（1）というもので考えて構築するというのが特徴で、それまでの手続き型プログ
ラミングとは全く違う考え方である。もちろん C++より前にもオブジェクト指向プログラ
ミング言語はあったが、C++で一気に広まったと思われる。  
(5) Java 
米国の Sun Microsystems 社（現在は Oracle 社に吸収合併）が開発した言語である。  
基本的にプログラミング言語は OS やハードウェアごとに異なる書き方をする必要があ
るが、Java はそのあたりを統一できるように考えられた。Java 仮想マシンと呼ばれるも
のを用意しておけば、どんな OS、ハードウェアでも同じプログラムを動作させることが
できる。 
利用例としては業務システム、Android アプリの開発などがあるが、PC での利用にお
いては脆弱性によるセキュリティホールがたびたび報告され、ブラウザなどからの利用を
推奨しない場合も多い。 
(6) JavaScript 
名前は似ているが Java とは違うので注意が必要である。  
ブラウザ上で利用されることが多く、Web サイト上での動的なコンテンツを記述するの
に使われることが多い。Web サイトを記述する HTML（HyperText Markup Language）
の中に埋め込むことができるため、実装が簡単で使いやすい。  
HTML に埋め込んで使われる同様な言語として PHP もある。 
(7) Ruby 
日本人が開発し、世界中で使われるようになった言語である。Ruby on Rails と呼ばれ
るフレームワークとして利用されることも多い。可読性を重視した構文になっているのが
特徴である。プログラムの可読性というのは重要で、一般的には、他人の作ったプログラ
ムは読めない（理解できない、理解するのが難しい）と言われるほどである。実際、改行
の有無や空白、字下げなどは自由になっている言語が多く、作る人によって様々なフォー
マットが存在する。さらに、同じことをするプログラムを作るにも手順が若干違う場合も
多い。 
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(8) Unity 
3D ゲームを作成するためのゲームエンジンとも呼ばれる開発環境である。厳密には言
語というわけではないが、近年 3D を利用したアプリの開発も盛んになっており、開発環
境としての知識も必要となることが多い。  
(9) Scratch 
MIT（2）が開発した、ブラウザ上で動作する Web アプリケーションとして利用できる言
語である（通常のアプリケーションとしても用意されている）。あらかじめ用意されたブロ
ックをスクリプトエリアへ配置して並べるだけでプログラミングできるのが特徴である。  
プログラミングを勉強する初心者向けに開発された言語で、一般的な文字によるコード
を記述しなくても良いのが特徴である。ある意味コードは初心者にとって呪文のようなも
のに見えるため、これを書かなくて良いのはかなりハードルが下がる。  
拡張パッケージなどを導入するとハードウェアの制御もある程度でき、Raspberry Pi（3）
や Arduino（4）などのハードウェアを介してロボットなどを動かすこともできる。  
 
５. スマートフォンアプリの開発 
いわゆるフィーチャーフォンからスマートフォンへの移行が進んだ結果、そのアプリ開
発も注目されている。スマートフォンは大きく分けて Android と iPhone に分けることが
できる（正確には Windows Phone もあるが採用機種が少ないため除外した）。その開発環
境は表 1 のようになっている。  
表 1 アプリの開発環境  
 Android iPhone 
プログラミング言語  Java Swift、Objective-C 
開発 OS 
Windows 
MacOS X 
Linux 
MacOS X 
 
アプリの複雑さにもよるが、いずれもプログラミングに高度な知識は必要なく、多少の
数学の知識と簡単なプログラミング言語の知識さえあればある程度のアプリ開発は可能で
ある。それよりも必要なことは、どのようなアプリにするかという企画力や創造性のよう
なものである。同じ機能を持ったアプリでも、デザインの違いや使い勝手の違いによって
高い評価を得られるかどうかが決まってくるからである。  
アプリを公開するには登録と公開費用が必要となるが、いずれもハードルはそれほど高
くない。Android の場合はいわゆる「野良アプリ」として Web サイトなどで公開されてい
ることもあるが、利用する場合のセキュリティリスクが高いため、公開・利用ともに推奨
しない。 
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６. プログラミング学習の現状 
ブラウザで Web サイトを開き、ウィンドウ内でソースの表示（ページのソースを表示）
を選択すると HTML で記述されたプログラムが表示される。単純なページであってもか
なりの量が表示されるのではないだろうか。初心者にはこのような呪文のようにも見える
文字の羅列がプログラミングを難しいものにしている一番の原因であろう。あるいはプロ
グラミング言語のテキストなどを見ると、最初に勉強するのはかなりの確率で「Hello, 
World」（あるいはそれをアレンジした文章）を画面に表示させるプログラムであり、しか
も読み進めても勉強を目的としたプログラムの解説が続く。当然と言えばそれまでかもし
れないが、多くの人に勉強してもらうためにはこのあたりを変えていかなければならない
のではないかと考える。「Hello, World」はともかく、内容的に面白いと思えるもの、例え
ば簡単でもいいので「ゲームを作る」という目標を立てておけばゲームが好きな人は興味
を持ってくれるかもしれない。もちろんそのようなテキストも存在するが、授業等で利用
されるテキストではそのようなものはあまりないと思われる。考えてみれば、筆者が以前
担当していた「プログラミング演習」で利用していたテキストもそうであった。  
実際のところこれまでも述べてきたように、アルゴリズムさえしっかりと学んでおけば
どのようなプログラミング言語であっても応用が可能である。もちろん各言語に特徴があ
りオリジナルの機能が搭載されているが、基本的な部分としての計算・条件分岐・繰り返
し・配列・関数などの機能はどのプログラミング言語にもある。アルゴリズムを学習した
上で、そういった「このプログラミング言語では何ができるのか」という全体像をつかむ
ことができればプログラムを作ることはできる。  
もちろんプログラミング言語によって得意分野は異なるので、やりたいことに応じてあ
る程度プログラミング言語を選択する必要はある。例えば昔からよく利用される
FORTRAN という言語では、大型計算機における科学技術計算が得意だといわれる。また、
COBOL という言語は事務処理用に開発された言語である。同じことをしようと思っても、
ある言語ではプログラムが 1 行で書けるのに、他の言語では 10 行以上かかるなどという
ことも十分考えられる。適切なプログラミング言語を選択することによって圧倒的に効率
が変わってくるのである。  
 
 
７. Scratch を利用したプログラミング学習 
筆者は 2017 年 8 月に鈴鹿大学の公開講座として、小学生を対象とした親子でプログラ
ミングを学べる講座を担当した。言語は Scratch を利用し、「キャラクターをマウスで動
かして障害物を避けてゴールへ向かう」という、ごく単純なプログラムの考え方と作り方
を講演した（図 1）。参加者は 10 組を超える程度であったが、その際のアンケート結果な
どから見る限り、プログラミングに興味を持ってもらえたようであった。Scratch を採用
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することで、小学生でも抵抗なくプログラミングの学習ができたのではないかと考える。
その実例を交えながらプログラミング学習について考察してみよう。  
 
図 1 Scratch 
Scratch を利用することによる最大の利点は呪文のようなコードを書かなくてよいこと
であるが、もう一つの利点はスプライトエリアと呼ばれる画面右側のエリアに表示される
背景やキャラクター（これをスプライトと呼ぶ）により、視覚的な変化がわかりやすいこ
とである。他のプログラミング言語だと背景やキャラクターなどの画像を表示したり移動
させたりするには手間がかかるが、Scratch の場合は画像をスプライトとしてスプライト
エリアに読み込むだけで良い。Word 文書に画像を貼り付けるのと同じ感覚でできるので
ある。そして選択したスプライトに対して画面右側のスクリプトエリアにブロックを並べ、
プログラムを作成するのである。この仕組みさえ理解しておけばよい。  
では Scratch を利用したプログラミング学習の実例を見てみよう。先に挙げた公開講座
で利用したスクリーンショットと内容を例として説明する。 
目標は既に述べたように「キャラクターをマウスで動かして障害物を避けてゴールへ向
かう」である。キャラクターはデフォルトで用意されているネコを利用した。ただ、いき
なりこのプログラムを説明してもわかりにくいと考え、段階を追って説明することとした。 
(1) ネコを動かす 
最初の段階でネコはスプライトエリアの中央に表示されているので（図 1）、ネコをどの
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ように動かすのかを説明した。動かすのも段階を追ってゆく。  
まず単純にネコを前向き（この場合は画面右に向かって）
動かす。これには図 2 のようなスクリプトを用意する。ス
プライトエリア上部に旗のアイコンがあり、これをクリッ
クした際にスタートできるように、「旗がクリックされたと
き」のブロックを配置する。その下に「□歩動かす」のブ
ロックを配置し、□の部分に 100 と入力する。これでネコ
が前に 100 歩動くことになる。  
 しかしこれだと単純に 100 歩分移動するだけなので、
次はマウスの動きに合わせてネコがついてくるようにす
る。幸いそのような機能を実現するブロック「マウスの
ポインターへ行く」が用意されているので簡単に実現で
きる。ただし注意しなければならないのは、このブロッ
クは 1 回のみしか機能しないということである。つまり
スクリプトを実行すると、スプライトエリア内において
そのときのマウスポインターへの方向へ 1 回だけ移動す
る。それでは意味がないので図 3 のように「ずっと」の
ブロックを利用する。これはプログラミングにおける繰
り返しの概念である。「ずっと」ブロックを利用すること
でマウスポインターへネコが移動し続け、厳密にはスク
リプトが終了できない。 
いずれかの方法でネコを移動した後、元の場所に戻すにはネコをマウスでドラッグすれ
ば良いが、手間がかかるのでこれもスクリプトを用意する。図 2 や図 3 で用意したスクリ
プトとは別に図 4 のようなスクリプトを用意する。これをクリックすればネコが元の位置
へ戻る。 
 
 
(2) ゴールを作る 
次はゴールを用意する。ネコがゴールに触れたらゲーム終了ということとする。  
ゴールには別のスプライト（画像）を用意する必要がある。スプライトエリア右下にあ
らかじめ用意されているボールの画像を読み込む（図 5）。 
図 2 ネコを動かす（1） 
図 4 ネコを元の位置へ戻す  
図 3 ネコを動かす（2） 
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ここで繰り返しの処理を「ずっと」から「□まで繰り返す」に変え、□に「○に触れた」
ブロックを入れる。ボールには「Ball」というスプライト名が設定されているのでこれを
利用して、結果的に「Ball に触れたまで繰り返す」というブロックを作る。終了したこと
がわかりやすくなるように、最後に「ボールと 2 秒言う」ブロックを追加する。キャラク
ターがセリフを言う吹き出しが表示されるので、これでゴールに到達したことがすぐにわ
かる。 
ここまででマウスを使ってネコをスプライトエリア内で移動し、ゴールへ触れて終了と
いう簡単なゲームのようなプログラムができたことになる。この程度であれば図 6 のよう
な短いスクリプトで実現できるのは Scratch の優れた部分である。  
(3) 障害物を用意する 
しかしこれではあまりにも単純すぎてゲームとして面白くないので、障害物を用意して
みる。もちろん障害物に触れるとゲームオーバーである。  
図 5 ネコとボール 図 6 ゴールの処理 
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例えば図 7 のようにネコを左下、ボールを右下に配置し、その間にビルを新たにスプラ
イトとして読み込む。ビルには「Buildings」というスプライト名が設定されている。スク
リプトは図 8 のようにかなり複雑になってくるが、図 6 のスクリプトと比較してどのよう
な処理を加える必要があるのかを考えさせながら説明をする。  
まず、ネコの位置を初期位置に戻す部分を最初に加えておいた。ネコがどの位置でゲー
ム終了となっても、再開する際には元の位置から始められる。更に、「マウスのポインター
に触れたまで待つ」も加えられた。これを入れることにより、マウスでネコに触れるまで
動作を開始しない。その後は図 6 の繰り返しを基本とするが、その繰り返しの中にビルに
触れた際の処理を入れる。「もし Buildings に触れたなら」の条件分岐である。これにより
ビルに触れた際に「ぶつかった」というセリフをネコに言わせる形で、障害物にぶつかっ
たことをわかりやすくした。更にその時点でゲームオーバーとなるため、「すべてを止める」
でスクリプトを終了する。ビルに触れなかった場合はこれまで通り、ボールに触れるまで
終了しない。  
(4) 動作確認 
完成したら終わりというわけではなく、必ず動作確認を行う。通常、プログラムを作成
する際には様々な動作を想定するが、想定外の動作が起こることもある。よくバグと呼ば
れるもので、これを探し出すのが目的である。 
想定外の動作とはどのようなことかというと、例えば 2 つの数字の足し算をするアプリ
を考えてみる。想定されるのは 2 つの数字を入力するという部分であるが、数字以外の数
字が入力されたらどうするか、という部分を考えておく必要がある。「数字以外は入力しな
い」ではなく「数字以外が入力されても大丈夫な設計にする」のである。もちろんプログ
ラムは処理が追加されることになるが、利用者側から考えると間違ってキーを押してもあ
わてることがなくなる。UI（User Interface）としてはこのような設計が望ましい。  
図 7 ネコとゴールと障害物  図 8 障害物の処理 
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今回のスクリプトで確認しておく必要があるとすれば、まずはネコを正しく動かせるか
どうかというところだろう。ボールやビルに触れることなく動かしてみて問題ないか確か
める。次はボールに触れて「ボール」とセリフを表示して終了するかどうか。さらにビル
に触れたら「ぶつかった」とセリフを表示して終了するか確かめる。これらの動作確認を
行うかどうかによってプログラムの完成度が全く違うと言っても過言ではない。  
(5) 実際の学習に向けて 
ここまでで目標を最初に提示することにより興味を持たせ、それを実現するにはどのよ
うな機能（ブロック）を使えばできるのかということを順番に説明したことになる。一般
的なプログラミング学習のテキストだと最終的な目標があまり明確ではなく、学習意欲の
維持という意味では厳しいように思える。  
また、Scratch ではユーザー登録をするとプログラムを公開することもできる。実際に
Scratch の Web サイトを見てみると、ユーザーが作成した様々な Scratch プログラムを見
ることができる。これを見ると、Scratch でもかなり複雑で普通にアプリケーションとし
て通用するようなものまで作れることがわかるだろう。  
プログラミング学習において、他人が作ったプログラムを参考にするのはよく行われる
ことであり、ゼロからプログラムを作成するよりも、プログラムを改造することから始め
る方がわかりやすいかもしれない。  
 
８. プログラム以外へのプログラミング学習の活用 
プログラミングはプログラムを作ることだけではない。プログラミングの前提であるア
ルゴリズムの学習によって、論理的なものの考え方や効率的なものの考え方ができるよう
になると考える。  
数学の証明問題などにも同じようなことが言えるが、問題解決能力が身につくと考えら
れる。日常生活で直面する様々な問題に対してもアルゴリズムの考え方を用いれば「どの
ようにすれば目的を達成できるか」「効率的に達成するにはどのようにすればいいか」を考
える能力を身につけることができる。 
 
９. おわりに 
ディープラーニングや AI、ロボット技術など最先端の技術は日々研究されているが、人
材は不足気味である。いずれの技術もプログラミングは必須であり、SE やプログラマな
どの人材養成のためのプログラミング学習は有効である。しかしプログラミング学習はそ
ういった人材に対するためだけでなく、一般的な問題解決能力を身につけるという意味で
も非常に有用である。その入門用として Scratch を利用した学習法を紹介した。昔からこ
のような学習用の言語は存在していたが、それらのものとは比較にならないほど学習しや
すい言語であると考えられる。  
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それはプログラミング言語が本来、文字の羅列で構成されたスクリプトであり、これが
可読性を著しく損なっている。それを全て GUI（Graphical User Interface）で画像とし
て表現することにより見た目で動作や結果がわかるようになった。用意されたブロックに
はどのようなものがあるか、それぞれはどのように利用するのかという基本的なことは理
解しておく必要があるが、それをどのように利用すればどんなことができるか、と言う部
分はアルゴリズムとなる。要するにアルゴリズムを勉強する部分以外は極力わかりやすく
なっているといえる。  
本来プログラミング言語とはこのようなものなのかもしれないが、実際には複雑なプロ
グラムを組むのには不向きである。業務や研究などのプログラミングにはオブジェクト指
向プログラミング言語などを利用するのが現実的となる。しかし Scratch を代表としたグ
ラフィカルな言語は、初心者が興味を持つのに有効であり、入門用として最適であると考
えられる。これから先、劇的なパラダイムシフトが起こらない限りは学習用言語として利
用され続けるだろう。  
しかし量子コンピュータに代表されるような新しいタイプのコンピュータが実用化され
た場合には、これまでの手続き型プログラム言語やオブジェクト指向プログラミング言語
では対応できない可能性がある。その際にも、これまでのアルゴリズムの考え方が無駄に
なることはないと考えられるが、新しいタイプのプログラミング言語が出てくる可能性が
ある。新しいプログラミング言語などの動向にも注目しながら技術の進歩を注視する必要
があるだろう。  
 
注 
（1）実体のあるもの（自動車やバイクなど）や実体のない概念（温度や天気など）を含
めたすべてのもの。  
（2）マサチューセッツ工科大学  
（3）イギリスのラズベリーパイ財団によって開発されているシングルボードコンピュー
タ 
（4）制御用 IC と入出力ポートを備えたワンボードマイコン  
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