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Verse modul pro programovaćı jazyk Python
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Studijńı program: B2646 Informačńı technologie
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č. 121/2000 o právu autorském, zejména § 60 (školńı d́ılo).
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Verse modul pro programovaćı jazyk Python“ je vytvořit
modul pro programovaćı jazyk Python z knihovny implementuj́ıćı klientskou část śıt’ového
protokolu Verse, která je naprogramovaná v programovaćım jazyku C.
Prvńı část práce tvoř́ı úvod do problematiky tvořeńı modul̊u, seznámeńı se śıt’ovým
protokolem Verse a programy k tomu potřebnými. Následuje praktická část bakalářské
práce – vytvořeńı modulu pro Python a vytvořeńı textového a grafického klienta, na kterých
lze demonstrovat funkčnost knihovny.
Kĺıčová slova
Verse, Python, SWIG, modul, PyGTK, převod, kompilace, Glade
Annotation
The purpose of bachelor’s thesis ”Verse module for Python programming language”is
to create a module for Python programming language, from a library implementing the
client-side part of Verse networking protocol, programmed in C language.
The first part contains the introduction to issues with creating modules, a way to get
familiar with Verse networking protocol and programs associated with that. The practical
part of thesis follows - creation of the Python module, text and visual client, making it
possible to demonstrate the library’s functionality.
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Verse modul pro programovaćı jazyk Python“ si autor vybral
z d̊uvodu velkého zájmu o oblasti programováńı a poč́ıtačových śıt́ı, kterým se nějakou
dobu věnuje. Zejména v oblasti poč́ıtačové interaktivńı grafiky se setkáváme s požadavkem
na přenos velkého objemu dat s co nejmenš́ı latenćı. Nejznáměǰśım př́ıkladem požadavku
je herńı aplikace typu Massive(ly)-Multiplayer Online Role-Playing Game (MMORPG)
nebo First Person Shooting (FPS). U těchto aplikaćı se ovšem většinou nesd́ıĺı geometrie
a topologie objekt̊u, ale sd́ılej́ı se pouze polohy jednotlivých avatar̊u a jejich stav̊u. Jedńım
ze śıt’ových protokol̊u pro tento účel je Verse. Verse je poměrně mladý śıt’ový komunikačńı
protokol umožňuj́ıćı real-time komunikaci mezi grafickými programy, který je v dnešńı době
implementován, pro př́ıklad, v grafickém programu Blender [12].
Protokol Verse je napsán v programovaćım jazyce C. Z toho vyplývaj́ı velké nároky
na programátora, proto si dal autor za ćıl vytvořit jednoduše použitelný modul klientské
části knihovny Verse pro programovaćı jazyk Python. Dı́ky čemuž věř́ı, že se protokol Verse
bude v́ıce využ́ıvat při programováńı aplikaćı, kde se jeho vlastnosti hod́ı.
Prvńı část práce tvoř́ı seznámeńı se śıt’ovým protokolem Verse a úvodem do prob-
lematiky tvořeńı modul̊u - obsahuje souhrn možných technik pro tvorbu modulu. Ke každé
technice je vždy ukázán př́ıklad a vypsány jeho výhody a nevýhody. Následuje praktická
část bakalářské práce – vytvořeńı modulu pro Python, vytvořeńı textového a grafického
klienta s grafickou knihovnou GTK+ [34], rps. PyGTK [21] a GLADE [15].
Textový klient slouž́ı jako ukázka všech implementovaných funkćı a grafický klient




Vývoj protokolu Verse začal v roce 1999, kdy Eskil Steenberg a Emil Brink napsali
prvńı řádky kódu. Vývoj protokolu byl velmi živelný a jeho návrh se častokrát měnil.
Konečnou podobu prvńı verze lze nalézt na webových stránkách Verse [30]. Ze zp̊usobu
vývoje vzniklo v návrhu několik nedostatk̊u, d́ıky čemuž se skoro nerozš́ı̌ril.
Verse byl zpočátku financován z fondu Evropské unie v rámci 6. rámcového programu.
Po počátečńım vývoji Verse protokolu se vývojáři sṕı̌se zaměřili na psańı aplikaćı, které
budou protokol Verse využ́ıvat a opomněli protokol Verse nadále vyv́ıjet. Po ukončeńı finan-
cováńı vývoj kolem protokolu Verse skoro ustal, ačkoliv měl ambice stát se univerzálńım
śıt’ovým protokolem pro komunikaci mezi grafickými aplikacemi. Mezi nadšenci vzniklo
několik fork̊u, mezi nimi i fork pana Jǐŕıho Hńıdka. Který ve své disertačńı práci [5] pro-
tokol vylepšuje a přidává mu nové vlastnosti. Bakalářká práce je proto postavena na tomto
nově předělaném protokolu Verse. Novou verzi API protokolu Verse lze naj́ıt na stránkách
Technické univerzity v Liberci [10]. Nové API vycháźı ze starého API protokolu Verse.
2.1.1 Datový model
Komunikace mezi serverem a r̊uznými klienty vycháźı ze stejného datového modelu.
Vlastńı uložeńı dat na straně klienta specifikace protokolu Verse neřeš́ı. Předpokládá se,
že data jsou strukturována ve stromové struktuře do uzl̊u. Každý uzel má svoje ID,
vlastńıka a svoje př́ıstupová práva. Stromová struktura se skládá z kořenového uzlu s ID=0,
který vlastńı server a nikdo jiný nemá právo do něj zapisovat. Kořenový uzel muśı mı́t vždy
tři potomky:
• uzel s ID = 1 je předek všech uzl̊u reprezentuj́ıćı avatary - reprezentace uživatele
ve virtuálńı realitě
• uzel s ID = 2 je předek všech uzl̊u reprezentuj́ıćı uživatele
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• uzel s ID = 3 je předek pro kořenové uzly jednotlivých 3D scén
V uzlu s ID=1 vytvář́ı server uzly reprezentuj́ıćı avatary uživatel̊u, kteř́ı jsou aktuálně
přihlášeni. V uzlu s ID=2 server vytvař́ı uzly reprezentuj́ıćı platné uživatele,tedy i uživatele,
kteř́ı nejsou přihlášeni. Posledńı potomek slouž́ı ke sd́ıleńı dat mezi jednotlivými klienty.
Oproti předešlým potomk̊um má každý uživatel právo kromě čteńı i zapisovat.
Uživatel může vytvořit uzly v uzlu, který reprezentuje jeho avatara. Kromě vytvořeńı
uzlu může uživatel vytvořit tagy a skupiny tag̊u. Jejich svázanost je na principu stromové
struktury. Tedy uzel může být rodičem několika skupin tag̊u a skupina tag̊u může být jen
rodičem tag̊u. Nelze aby uzel byl rodičem tagu a podobně. Pro upřesněńı významu těchto
prvk̊u můžeme považovat uzel za objekt, dejme tomu krychli, pak skupina tag̊u může být
např́ıklad jeho pozice a tagy můžou být jednotlivé souřadnice.
2.1.2 Verse server
Verse server je implementován jako v́ıcevláknová aplikace, která poslouchá
na požadavky klient̊u v samostatném vlákně pomoćı TCP [7] socketu. Pro každé nové
spojeńı vytvoř́ı server samostatné vlákno. V tomto vlákně se provede TCP a TLS [6] hand-
shake (sekvence zpráv vyměňovaných mezi dvěma nebo v́ıce śıt’ovými zař́ızeńımi k zajǐstěńı
synchronizace přenos̊u). Po přihlášeńı uživatele a dohodnut́ı nového UDP [8] spojeńı je pro
UDP spojeńı vytvořeno daľśı vlákno tzv. datagramové vlákno. V tomto datagramovém
spojeńı prob́ıhá následná komunikace s klientem.
2.1.3 Verse klient
Bakalářská práce se zabývá implementaćı klientské části Verse protokolu, dle nového
API. Klient komunikuje se serverem pomoćı dvou samostatných vláken (datagramové
a hlavńı), která jsou vytvořena po zavoláńı funkce verse send connect request(). Výměna
dat mezi datagramovým a hlavńım vláknem se uskutečňuje pomoćı funkćı zač́ınaj́ıćıch
verse send . Výčet těchto funkćı lze nalézt v př́ıloze na straně 39. Kv̊uli předáváńı dat
z datagramového vlákna do vlákna hlavńıho je nutné, aby klient zaregistroval př́ıslušné
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callback funkce, jejich výčet lze taktéž nalézt v př́ıloze na straně 39. Výhoda v́ıce vláken
spoč́ıvá hlavně v tom, že hlavńı vlákno může být zaneprázdněno a datagramové vlákno
může mezit́ım komunikovat se serverem. Datagramové vlákno si uchovává přijatá data do
té doby, než si o ně hlavńı vlákno řekne za pomoćı funkce verse callback update() .
2.2 Techniky vytvářeńı modulu pro programovaćı jazyk Python
2.2.1 Python
Protokol Verse je napsán v programovaćım jazyce C. Tento jazyk je považován
za ńızkoúrovňový, tedy klade velké požadavky na znalosti programátora. V dnešńı době se
sṕı̌se prosazuj́ı objektově orientované programovaćı jazyky, což jazyk C neńı.
Python [26] je dynamický objektově orientovaný skriptovaćı programovaćı jazyk, který
vznikl v roce 1991. Je dostupný na všech běžných platformách (Unix, Windows, Mac OS)
a je v posledńıch letech standartńı součást́ı většiny distribućı systému Linux. Nab́ıźı
významnou podporu k integraci s ostatńımi jazyky a nástroji a přicháźı s mnoha stan-
dardńımi knihovnami.
Vlastnosti Pythonu:
• dostupnost na všech hlavńıch platformách
• spolupráce s jinými programovaćımi jazyky
• výkon - výkonově kritické knihovny jsou implementovány v jazyce C
• objektový jazyk
• interpretovaný jazyk
• lehce čitelný kód
• lehce naučitelný jazyk
• v posledńıch letech stále v́ıce v oblibě mezi programátory
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2.2.2 Přepsáńı zdrojových kód̊u
Přepsáńı zdrojového kódu z p̊uvodńı knihovny napsané v jazyce C do programovaćıho
jazyka Python se jistě jev́ı na prvńı pohled jako nejjednodušš́ı řešeńı. Problém však nas-
tavá při samotné realizaci. Jelikož tato technika je velmi náročná. Jak na znalosti pro-
gramátora, tak na čas. U velkých projekt̊u může trvat přepsáńı zdrojových kód̊u z jednoho
programovaćıho jazyka do jiného programovaćıho jazyka, dokonce až exponenciálně větš́ı
čas než při použit́ı jiné techniky pro vytvořeńı modulu. Taktéž je potřeba hledět na čas
při změnách ve zdrojovém kódu nebo na implementaci nového. Což je velice neefektivńı
a v mnoha př́ıpadech i velmi drahé. Daľśı problémy mohou nastat d́ıky rozd́ılnosti pro-
gramovaćıch jazyk̊u - např́ıklad nepodporované datové typy, ukazatele. Tyto problémy se
řeš́ı většinou pracně a zdlouhavě.
Výhoda přepsáńı zdrojových kód̊u je v přenositelnosti. Dı́ky vlastnostem Pythonu je
možné spustit kód na všech běžných platformách a lze je implementovat do jiných jazyk̊u
(java - Jython [35], C# - IronPython [18]). Nevýhodou tohoto řešeńı je, jak již bylo popsáno
výše, pracnost. K vytvořeńı modulu nebyla tato technika použita z d̊uvodu nedostatk̊u
popsaných výše. Mimo jiné klientské části protokolu touto metodou je implementováno již
mnoho.
2.2.3 Přepsáńı pomoćı C API
C API je programátorské rozhrańı pro Python, které dává programátor̊um C a C++
př́ıstup k interpretu Pythonu. Toto rozhrańı je již obsaženo v samotném Pythonu a sami
vývojáři Pythonu doporučuj́ı použ́ıvat tento zp̊usob přepisováńı kódu. C API má velmi
dobře napsanou dokumentaci, která obsahuje mnoho př́ıklad̊u. Při tvorbě modulu je nutné
nejprve vytvořit soubor, který bude obsahovat:
#include <Python.h>
Tato řádka zapř́ıčińı přidáńı Python API do projektu. Dále v souboru modulu muśı být
uvedeny funkce, které chceme volat z Pythonu. Tyto funkce muśı být napsány pomoćı
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Python objekt̊u a slouž́ı k voláńı funkćı napsaných v jazyku C/C++. Ukázky lze nalézt
v referenčńım manuálu C API [24]. Následně se muśı modul pomoćı kompilátoru přeložit.
C API je velmi silný nástroj s velkými možnostmi, ale bohužel t́ım pádem je i velmi
složitý. Dı́ky nutnosti ošetřováńı vstup̊u a vyj́ımek funkćı se kód modulu ,,nafukuje“ mnoha
řádky kódu, které se dost často mohou i opakovat s nepatrnými změnami.
2.2.4 Přepsáńı pomoćı tzv. mezivrstvy
Mezivrstvou se rozumı́ použit́ı exterńı knihovny. Knihovna vytvoř́ı za pomoci kon-
figuračńıch soubor̊u mezivrstvu, která umožňuje rozšǐrováńı a zapouzdřováńı jazyk̊u jako
jsou: C#, Java, Perl, PHP, Python, Ruby, Tcl a podobné. K vytvořeńı mezivrstvy existuje
několik druh̊u knihoven. Tyto knihovny použ́ıvaj́ı vlastńı pseudojazyky, d́ıky nimž je možné
vytvořit jednoduše modul pro Python právě ze zdrojového kódu napsaném v jazyce C.
Knihovny z pseudojazyka vygeneruj́ı (skoro) vždy kód, který je napsaný C API a následně
vytvoř́ı modul pro Python. Knihoven, které se touto problematikou zabývaj́ı, je několik.
Některé jsou d́ılem jednoho autora, některé jsou zase d́ılem mnohdy i několika deśıtek
vývojář̊u. Předem je nutno ř́ıci, že žádná knihovna neńı naprosto ideálńı, a proto je nutné
zvolit kompromis při výběru.
2.3 Seznámeńı s programy pro psańı mezivrstvy
2.3.1 SIP
SIP [29] vznikl v roce 1998 a jeho autorem je Phil Thompson, který se na jeho vývoji
pod́ıĺı dodnes. SIP byl p̊uvodně napsán jako pomocný nástroj k PyQT [22] (Python im-
plementaci QT [27]). Jelikož se autorovi zdál málo využitý, tak SIP zobecnil pro tvorbu
mezivstvy mezi C / C++ a Pythonem. SIP je š́ı̌ren pod licenćı Python Software Foundation
a je zaštit’ován společnost́ı RiverBank. Jako jeden z mála se může SIP pyšnit kvalitńı doku-
mentaćı, která je obohacena velkou škálou př́ıklad̊u jak pro jazyk C, tak pro jazyk C++.
Mimo obvyklých vlastnost́ı dokáže SIP zachytávat a zpracovávat vyj́ımky, které vzniknou
v mezivrstvě, což je velmi užitečná vlastnost, zejména při laděńı převedeného kódu. Při
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tvorbě modulu se muśı napřed vytvořit sip soubor a v něm definovat funkce, které chceme
použ́ıvat v Pythonu. Potom muśı SIP zaobalit tyto funkce do svého pseudokódu a vznikne
soubor s př́ıponou .sbf. Pro daľśı krok je nutné vytvořit konfiguračńı soubor pro Python
(v něm jsou obsažené údaje, jak a co má zkompilovat).
Jednoduchý př́ıklad lze nalézt v př́ıloze na straně 34.
2.3.2 BOOST::PYTHON
Boost::Python [13] je knihovna, která je součást́ı projektu ,,Boost C++ libraries“. Pro-
jekt vznikl v roce 1998 a jeho autorem je Beman Dawes. Později Dawes sjednotil skupinu
lid́ı, která se pod́ılela na vývoji Boost knihoven. Projekt se může pyšnit kvalitńı a velmi
rozsáhlou dokumentaćı, která je doplněna podrobně popsanými př́ıklady.
Knihovna poskytuje veškeré potřebné prostředky k převodu kódu z C++ do Python
modulu nebo do Java knihovny. Oproti ostatńım knihovnám je BOOST::PYTHON
náročněǰśı na pamět’ové prostředky.
Jednoduchý př́ıklad lze nalézt v př́ıloze na straně 35.
2.3.3 PyInline
PyInline [17] vznikl v roce 2001 z klávesnice Kena Simpsona. Tento modul pro
Python umožňuje vkládat zdrojový kód C př́ımo do kódu Pythonu. Modul funguje tedy
na podobném principu jako modul pro Perl, který napsal Brian Ingerson. Projekt je již
bohužel několik let bez vývoje, avšak jsou i aktuálńı projekty, které ho použ́ıvaj́ı. Doku-
mentace je strohá a mnoho funkćı neńı podporováno. PyInline nepodporuje programovaćı
jazyk C++, ale pouze čistý programovaćı jazyk C. Zaj́ımavost́ı však je, že takto napsaný
kód se nemuśı kompilovat, ale pouze se interpretuje. Na velké projekty se tento modul
nehod́ı a sṕı̌se slouž́ı k pochopeńı principu práce C API než k plnohodnotnému použit́ı.
Jednoduchý př́ıklad lze nalézt v př́ıloze na straně 36.
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2.3.4 Pyrex
Pyrex [23] vznikl v roce 2002 a jeho vývojářem je Greg Ewing. Knihovna je nástupcem
výše uvedeného PyInline. Pyrex umožňuje psát kód pro převod mezi libovolnými datovými
strukturami Pythonu a C. Pyrex využ́ıvá velmi zaj́ımavou syntaxi kódu. Jelikož přeb́ırá
z jazyka Python jeho strukturu a metodiku psańı kódu (např́ıklad žádné závorky) a využ́ıvá
datové typy přejaté z jazyka C, jev́ı se jako dosti flexibilńı nástroj. Právě d́ıky těmto
možnostem se dá snadno obĺıbit. Škoda jen, že podporuje pouze programovaćı jazyk C.
Pyrex má jako jeden z mála možnost generovat dokumentaci k modulu. Dokumentace lze
generovat za pomoćı nástroje pyrexdoc a dokumentace je vygenerována v podobě html
dokumentu.
Jednoduchý př́ıklad lze nalézt v př́ıloze na straně 36.
2.3.5 Ctypes
Ctypes [28] je daľśım modulem, který je zaštit’ován samotnými vývojáři Pythonu. Jeho
autorem je Thomas Heller a je licencován pod licenćı MIT. Ctypes umožňuje voláńı funkćı
z ddl knihoven/sd́ılených knihoven. Dı́ky tomu je velmi jednoduché voláńı C callback funkćı
v Pythonu. Na druhou stranu je t́ım pádem nemožné psát callback funkce př́ımo v Pythonu.
Pro převod je ctypes velmi silný nástroj, bohužel pokud chce vývojář něco přidat, např́ıklad
daľśı callback funkce napsané v Pythonu, tak je to zcela nemožné. Stejným problémem jsou
i ukazatelé. Z těchto d̊uvod̊u nelze použ́ıt ctypes pro napsáńı Verse modulu.
Jednoduchý př́ıklad lze nalézt v př́ıloze na straně 37.
2.3.6 Cython
Cython se vyv́ıj́ı od roku 2007 a jeho autory jsou Robert Bradshaw a Stefan Behnel.
Cython převzal syntaxi z jazyka Python a je velmi podobný projektu Pyrex (vycháźı z něj).
Oproti Pyrexu Cython umožňuje př́ımé voláńı C / C++ funkćı a definováńı C / C++
datových typ̊u a je lépe optimalizován. Tyto dvě věci nav́ıc umožňuj́ı generováńı C kódu
př́ımo z Cythonu. Oproti ostatńım projekt̊um je Cython velmi rychlý a flexibilńı. Daľśı jeho
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zaj́ımavost́ı je možnost vygenerovat C funkce z funkćı napsaných v Pythonu. Dı́ky těmto
vlastnostem je Cython primárně využ́ıván zejména k převodu zdrojových kód̊u Pythonu
do C/C++. Cython využ́ıvaj́ı vývojáři např́ıklad v Numpy [20] nebo Python Imaging
Library (PIL) [25]. Pro vytvořeńı funkčńıho modulu je zapotřeb́ı nejprve definovat funkce
v Cython souboru a posléze spustit script setup.py, který je taktéž potřeba vytvořit.
Jednoduchý př́ıklad lze nalézt v př́ıloze na straně 37.
2.3.7 SWIG
SWIG [31] (Simplified Wrapper and Interface Generator) vznikl v roce 1996 jako open-
source. Autorem a p̊uvodńım vývojářem byl Dave Beazley, který vyvinul SWIG, zat́ımco
pracoval jako postgraduálńı student v Los Alamos. V současné době je vývoj SWIGu pod-
porován aktivńı skupinou dobrovolńık̊u pod vedeńım Wiliama Fultona.
SWIG je po Ctypes a Boost:Python daľśım z hodně známých a použ́ıvaných programů
pro psańı mezivrstev. Na rozd́ıl od výše uvedených využ́ıvá sv̊uj vlastńı pseudojazyk, který
je oproti ostatńım velmi dobře provedený. Mimo jiné SWIG podporuje pointery i C datové
typy. Porad́ı si i s callback funkcemi, jak už implementovanými nebo nově vytvořenými
v programovaćım jazyce Python, které lze nalézt v dokumentaci. Jako jeden z mála, ne-li
jediný, dokáže zaobalit C zdrojový kód i do jiných programovaćıch/scriptovaćıch jazyk̊u.
Vývoj na projektu je velice aktivńı, občas by se dalo ř́ıci, že vývoj jde tak dopředu, že se
zapomı́ná na dokumentaci. Starš́ı dokumentace jsou o dost obsáhleǰśı a přesněǰśı než nové.
Z tohoto d̊uvodu vzniká občas pochybnost, zda je nějaká funkce ve SWIGu implemen-
tována. Občas stač́ı jenom v́ıce pátrat a lze dané použit́ı funkce naj́ıt v ciźım př́ıkladu.
Z mnoha hledisek je nejlepš́ı řešeńı zeptat se vývojář̊u na Internet Relay Chat (IRC).
Pro sestaveńı Python modulu je zapotřeb́ı definovat funkce, které chceme převést v kon-
figuračńım souboru SWIGu. Následně je nutné pomoćı SWIGu vytvořit zaobalený kód
v C API a Python soubor, který obsahuje funkce předělané pro Python. Posléze pomoćı
GNU Compiler Collection (gcc) [16] zkompilovat a vytvořit modul pro Python.
Jednoduchý př́ıklad lze nalézt v př́ıloze na straně 38.
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3 Praktická část
Pro vytvořeńı jednoduše použitelného modulu bylo potřeba použ́ıt techniku, která je
flexibilńı a co nejméně náročná na úpravy změn. Pro tyto požadavky vyhovuje nejlépe
technika použit́ı mezivrstvy. Při výběru knihovny pro mezivrstu bylo pohĺıženo na několik
kriteríı. Bylo pohĺıženo zejména na dokumentaci, rychlost tvorby modulu, pracnost změn
v modulu a rychlost samotného modulu. Daľśım zaj́ımavým kritériem byla možnost
použ́ıvat modul i v jiných programovaćıch jazyćıch. Z popsaných programů v minulé kapi-
tole byl nakonec vybrán SWIG. SWIG sice nemá nejaktuálněǰśı dokumentaci, ale jeho
ostatńı vlastnosti vyvažuj́ı tento neduh.
3.1 SWIG
3.1.1 Seznámeńı
Jak bylo napsáno výše, SWIG slouž́ı jako mezivrstva k převodu zdrojového kódu nap-
saného v C / C++ do jiného programovaćıho jazyka. Jako jeden z mála programů je SWIG
možno použ́ıt jak na unixových operačńıch systémech, tak na operačńıch systémech Mi-
crosoft Windows (od Microsoft Windows 95). Princip fungováńı SWIGu lze demonstrovat
na obrázku 1.
SWIG kompiluje mezivrstvy. Pro kompilaci potřebuje swigovské knihovny (*.swg)
a hlavičkové soubory (*.h), které jsou dodávány se zdrojovými kódy SWIGu. Tyto soubory
se měńı v závislosti na vybraném jazyce, pro který kompilujeme mezivrstvu. Daľśım nutným
prvkem pro kompilaci mezivrstvy je tzv. ,,uživatelská část”. Ta je definovaná zdrojovými
kódy C / C++ (*.h,*.c a *.cpp) a tzv. ,,interface“ souborem (jeho funkce je vysvětlena
v daľśı kapitole). Takto vznikne tzv. ,,wrap” soubor, který je použit k vytvořeńı knihovny.
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Obrázek 1: SWIG - princip činnosti při vytvářeńı modulu pro Python
3.1.2 Interface soubor
Hlavńım stavebńım prvkem celého převodu je interface soubor. Interface soubor je
rozdělen na tři hlavńı části. Druhá a třet́ı část se mohou proĺınat, však muśı být odděleny
složenými závorkami a každá část muśı mı́t svou specifickou syntaxi (např́ıklad pro vkládáńı
soubor̊u část pro kompilaci použ́ıvá direktivu #include a část pro swig pro změnu použ́ıvá
direktivu %include).
V prvńı části se uvád́ı název knihovny a vkládaj́ı se potřebné systémové knihovny
(např́ıklad podpora dokumentace nebo nedefaultńıch datových typ̊u). Bez této části nelze
vytvořit knihovnu a kompilace konč́ı chybou.
Druhá část obsahuje informace pro kompilátor jazyka C / C++. Obsahuje hlavičkové
soubory zdrojových kód̊u a funkce, pro které chceme vytvořit mezivrstvu. V této sekci lze
taktéž deklarovat nové funkce a datové typy v jazyce C / C++, které budou obsaženy
v nově vzniklé knihovně. Pakliže do druhé sekce nenaṕı̌seme nic, kompilace se provede
úspěšně, ale výsledná knihovna nebude nic umět. Tud́ıž se nedoporučuje nechávat ji
prázdnou.
Ve třet́ı části se deklaruj́ı funkce, které budou v modulu dostupné. Tedy pokud se
v druhé části uvedly veškeré funkce a ve třet́ı jenom nějaká část, pak programátor bude
mı́t k dispozici pouze onu uvedenou část funkćı. Funkce se mohou lǐsit v konstruktoru
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oproti druhé části, jenom muśı být datové typy navzájem kompatibilńı.
Taktéž se zde mohou uvádět nové funkce. Rozd́ıl oproti druhé části je však ten, že už je
nutné psát za pomoci syntaxe wrapu. Syntaxe wrapu je ovlivněna knihovnou jazyka, pro
který chceme vytvořit knihovnu (v př́ıpadě této bakalářské práce tedy Python object̊u).
Toto specifikum tud́ıž dost často dělá z interface soubor̊u velmi nepřehledné soubory, které
obsahuj́ı mnohdy i několik stovek řádk̊u kódu. V této sekci se mohou stejným zp̊usobem
definovat i datové struktury, datové typy, callback funkce a jejich filtry, jejich deklarace
je ale mnohem složitěǰśı a jejich vytvářeńı bude vysvětleno a demonstrováno v daľśıch
kapitolách (zejména callback funkce).
3.1.3 Kompilace
Abychom mohli vytvořit použitelnou knihovnu nebo modul, je potřeba provést kom-
pilaci, která prob́ıhá ve třech kroćıch. V prvńım kroku se vytvoř́ı ,,wrap” - soubor za po-
moćı SWIGu, který obsahuje převedené funkce z C / C++ (uvedené v interface souboru)
do C API. Princip provedeńı byl popsán v kapitole pojednávaj́ıćı o SWIGu. V druhém
kroku použijeme kompilátor pro překompilováńı p̊uvodńıho zdrojového kódu a wrapu.
Třet́ı krok slouž́ı k vytvořeńı dynamické knihovny, která tvoř́ı vlastńı modul. Pro kom-
pilaci byl použit standartńı komplilátor gcc, ale lze použ́ıt i jiný standartizovaný kom-
pilátor jazyka C / C++. Kv̊uli zrychleńı kompilovańı byl vytvořen Makefile [19], který
obsahuje veškeré informace pro kompilátor. Dı́ky tomu můžeme zkompilovat modul za po-
moci jednoho př́ıkazu a pokud bychom chtěli kompilovat na jiném stroji, stač́ı pozměnit
cesty k potřebným knihovnám. Pro vytvořeńı dynamické knihovny (nutnost pro vytvořeńı
modulu) byl použit program ld [38], který je součást́ı každé linuxové distribuce.
Jednoduchý př́ıklad:
$ swig -python example.i
$ gcc -c example.c example_wrap.c \
-I/usr/local/include/python2.7
$ ld -shared example.o example_wrap.o -o _example.so
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V př́ıkladu je jednoduchá demonstrace provedeńı kompilace a vzniku modulu pro pro-
gramovaćı jazyk Python. Prvńı řádek spoušt́ı SWIG, který vytvoř́ı potřebnou mezivrstvu
(wrap). Je nutno si povšimnout, že je SWIG spouštěn s parametrem ,,-python“ tento
parametr lze vyměnit za jiný a t́ım lze změnit ćılový programovaćı jazyk. Druhý parametr
uvad́ı název interface souboru, který obsahuje všechna potřebná data pro vznik wrapu.
Druhý př́ıkaz je spuštěńı kompilátoru gcc. Byly použity jenom nutné parametry. Tedy
p̊uvodńı zdrojový kód C / C++ a námi vytvořená mezivrstva a jako posledńı parametr
bylo nutné uvést cestu ke knihovnám daného ćılového programovaćıho jazyka, v našem
př́ıpadě Python. Posledńı př́ıkaz vytvář́ı z námi vytvořené knihovny dynamickou knihovnu.
Výstupem bude už výsledná dynamická knihovna, která bude použita pro psańı kódu již
v Pythonu.
3.1.4 Datové typy a konstanty
SWIG umožňuje použ́ıvat základńı datové typy [32], které vycházej́ı z programovaćıho
jazyka C: int, short, long, unsigned short, unsigned long, unsigned char, signed char,
boolean, float, double.
Dı́ky této skutečnosti lze tyto datové typy aplikovat a použ́ıvat i v ostatńıch jazyćıch po
převodu (např́ıklad: unsingned long z̊ustane i v perlu jako unsingned long a nestane se z něj
jenom long). Pokud by byla potřeba využ́ıvat i jiné datové typy, než jsou v základu k dis-
pozici (např́ıklad uint32), tak je možnost jejich podporu do SWIGu zakomponovat pomoćı
př́ıdavných knihoven. Knihovny lze stáhnout na stránkach projektu SWIGu, př́ıpadně v́ıce
specializované knihovny lze nalézt v mailing listu. Škoda jen, že většina knihoven je určena
pro starš́ı verze SWIGu a tedy v nověǰśıch verźıch jsou nefunkčńı nebo funguj́ı nekorektně,
což komplikuje př́ıpadnou práci s těmito knihovnami. Bohužel takto přidané datové typy
lze využ́ıvat jen při práci s funkcemi, které se převád́ı. Nelze je použ́ıvat při testováńı vs-
tupńıch dat do funkćı, což je mnohdy nežádoućı. Pokud je nutné testovat vstupńı data a je
použit datový typ, který nelze použ́ıt, pak je nutné přepsat (zobecnit) datový typ v daných
C zdrojových kódech (např́ıklad: datový typ uint32 se muśı zobecnit na int).
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Pakliže je nutné použ́ıt datový typ, který neńı podporován programovaćım jazykem,
pro který je knihovna určena, je nutné použ́ıt pointery. Pomoćı nich lze nadefinovat v in-
terface souboru SWIGu nové funkce, které pracuj́ı s pointery a umožnuj́ı převod pod-
porovaných datových typ̊u na nepodporované, ale potřebné datové typy. Je však nutné
při programováńı myslet na to, že při práci s hodnotami těchto typ̊u je nutno přistupovat
k těmto hodnotám jenom pomoćı funkćı k tomu určených.
Konstanty lze definovat pomoćı př́ıkazu #define. Jinak je definice a chováńı stejné jako
v jiných programovaćıch jazyćıch. Tedy jejich název je definován velkými ṕısmeny a jejich
hodnoty nelze nikterak změnit.
Jednoduchý př́ıklad použit́ı konstant a proměnných: . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . a
1: soubor example.i
%module example
double a; // definice promenne
#define PI 3.14159 // definice PI konstanty
Následně se provede kompilace knihovny (viz předešlá kapitola) a po spuštěńı Pythonu
lze knihovnu vyzkoušet takto:
>>> import example
>>> example.a = 4.3 // nastaveni hodnoty
>>> print example.a // vypsani hodnoty
>>> 4.3
>>> print example.PI // vypsani konstanty PI
>>> 3.14159
3.1.5 Záznamy
Záznamy jsou složené datové typy definované programátorem. SWIG umožňuje
použ́ıvat již vytvořené záznamy (v hlavičkových souborech jazyka C / C++) a také nab́ıźı
možnost vytvořeńı nových datových struktur. V ńıže uvedeném př́ıkladu je ukázka definice
jednoduchého záznamu - vektoru. Na něm je vidět, jak je samotný záznam definován a jak
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je nutné použ́ıvat SWIG syntaxi. Pro každou akci s vektorem je taktéž nutné napsat k nim
patřičné funkce. V př́ıkladu jsou ukázany funkce pro nastaveńı a vypsáńı hodnoty dané
souřadnice vektoru a vymazáńı vektoru.
Jednoduchý př́ıklad (převzat z dokumentace SWIGu [33]):




} Vector; // definice vektoru
/* get a set funkce */
double Vector_x_get(struct Vector *obj) { return obj ->x; }
double Vector_y_get(struct Vector *obj) { return obj ->y; }
double Vector_z_get(struct Vector *obj) { return obj ->z; }
void Vector_x_set(struct Vector *obj , double value)
{ obj ->x = value; }
void Vector_y_set(struct Vector *obj , double value)
{ obj ->y = value; }
void Vector_z_set(struct Vector *obj , double value)
{ obj ->z = value; }
/* konstruktor */
struct Vector *new_Vector () {
return (Vector *) calloc(1,sizeof(struct Vector ));
}
/* destruktor */
void delete_Vector(struct Vector *obj) { free(obj); }
Z výše uvedených řádk̊u je vidět, že definice konstruktor̊u a destruktor̊u vycháźı z pro-











Ukazatele [4], neboli pointery, jsou ned́ılnou součást́ı programovaćıho jazyka C. Proto
bylo nutné při tvorbě modulu implementovat i je. Po instalaci SWIGu je k dispozici pouze
podpora ukazatele, který se převád́ı z jazyka C. Nejd̊uležitěǰśı informaćı je, že se nemuśı
takto předaný ukazatel jakkoliv alokovat, takže se převod takových funkćı stává maličkost́ı.
Jednoduchý př́ıklad:
extern void foo(int *ptr);
Pokud ovšem chceme použ́ıvat ukazatele ve vlastńıch funkćıch definovaných ve SWIGu
nebo ve filtrech pro callback funkce, tak muśıme využ́ıt modul, který je dodáván ve
standartńım instalačńım baĺıčku. Bohužel modul je použitelný pouze pro dva základńı
datové typy. A to pro datový typ int a double. Jenom tyto dva datové typy však na
všechno nestač́ı. V dokumentaci je psáno, že existuje rozšǐruj́ıćı modul, který rozšǐruje
základńı modul o daľśı datové typy (např́ıklad unsigned int32, char). Po snaze tento modul
zprovoznit, lze ř́ıci, že modul v nové verzi SWIGu nefunguje a jeho vývoj již přibližně rok
nepokračuje. Dı́ky této skutečnosti bylo bud’ nutné upravit několik funkćı v p̊uvodńıch zdro-
jových kódech (vc connection.c a verse.h) a nebo si tyto funkce, které pracujićı s ukazateli
napsat ve SWIGu.
V prvńı verzi knihovny byla použita prvńı možnost. S následnou změnou struktury
některých proměnných a funkćı v p̊uvodńıch zdrojových kódech protokolu Verse bylo nutné
datové struktury v interface souboru pozměnit. To se ukázalo jako velmi zdlouhavá a chy-
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bová činnost. Proto byla zvolena pro novou knihovnu druhá možnost. Nová verze Verse
použ́ıvá mı́sto uint32 a int v dosti př́ıpadech uint8, což lze snadno nadefinovat za pomoci
unsigned charu. Dı́ky této skutečnosti bylo vytvořeńı potřebných funkćı pro práci s ukaza-
telem typu uint8 celkem jednoduché.
V ńıže uvedeném př́ıkladu je demonstrována ukázka deklarace použit́ı ukazatele, který
se hojně použ́ıvá při programováńı, a následná práce s takto vytvořeným ukazatelem
(vytvořeńı a źıskáńı hodnoty).
Jednoduchý př́ıklad: . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . a
3: soubor example.c
void add(int a, int b, int *c)
{ *c = a + b; }
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . a
4: soubor example.i
%module example
%include "cpointer.i" // vlozeni modulu cpointer
%pointer_functions(int , intp); // inicializace ukazatele
void add(int a, int b, int *c);// deklarace funkce
//z example.c
Po zkompilováńı již lze pracovat s modulem následovně:
>>> import example
>>> c = example.new_intp() # inicialization pointer
>>> example.add(1,2,c) # function call
>>> example.intp_value(c) # print c value
3
>>> example.delete_intp(c) # call pointer destructor
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3.1.7 Callback funkce
Pro vytvořeńı Verse klienta je nezbytně nutné mı́t možnost definovat v programovaćım
jazyce Python vlastńı callback funkce. SWIG sice umožňuje použit́ı callback funkćı
a v dokumentaci je i několik názorných ukázek, ale jak jde vývoj SWIGu kupředu, tak jsou
tyto informace zastaralé a mnohdy i nefunkčńı. Ve SWIGu se callback funkce deklaruj́ı
pomoćı ,,pseudo funkćı“, které jsou obecné prototypy těchto funkćı.
Jednoduchá ukázka:
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . a
5: soubor example.c
int do_func(int a, int b, int (*func)(int ,int)) {
return (*func)(a,b);
}
int add(int a, int b) {
return a+b;
}






extern int do_func(int a, int b, int (*func)(int , int ));
%constant int (*ADD)(int ,int) = add;// registrace preudo funkce
extern int (* funcvar )(int ,int); // deklarace pseudo funkce
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . a
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7: soubor example.h
extern int do_func(int ,int , int (*func)(int ,int ));
extern int add(int ,int);
>>> import example
>>> a = 6
>>> b = 2
/* zavolani callback funkce */
>>> print "ADD(a,b) =", example.do_func(a,b,example.ADD)
>>> ADD(a,b) = 8
Výše uvedený př́ıklad demonstruje pouze použit́ı callback funkćı, které již byly napsány
v jazyku C. Jak lze z př́ıkladu vidět, tak takto deklarované callback funkce je jednoduché
přidat do nové knihovny. Avšak takto vytvořené callback funkce postrádaj́ı skoro celý
sv̊uj smysl. Při tvorbě modulu pro Verse je nutné mı́t možnost zaregistrovat vlastńı
callback funkce napsané v Pythonu. A to z toho d̊uvodu, aby měl vývojář možnost
ovlivňovat sv̊uj program pomoćı callback funkćı. Tato možnost byla stěžejńı při tvorbě
Verse modulu pro Python. Nejprve je nutné v interface souboru definovat funkce, které
registruj́ı callback funkce napsané v jazyce C a k nim přǐradit funkce, které registruj́ı
callback funkce napsané v Pythonu. Tyto funkce muśı být psány SWIG syntax́ı. Pro
správnou funkčnost těchto funkćı je nutné napřed volanou callback funkci zkontrolovat
filtrem. Filtr zaručuje to, že se nepošlou data se špatnou datovou strukturou. Tedy se
muśı testovat, zda danou callback funkci lze volat a zároveň, zda datové typy odpov́ıdaj́ı
datovým typ̊um. Pro př́ıklad je ńıže uveden výňatek z interface souboru pro Verse modul. a
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8: soubor example.i
// deklarace PyObjektu pro callback funkci
static PyObject *my_pycallback = NULL;
// funkce pro prevod parametru z callback funkce
static void py_register_receive_user_authenticate_CallBack(
const uint8 session_id ,const char *username ,
const uint8 auth_methods_count , const uint8 *methods)
{
PyObject *func , *arglist;
PyObject *result;
func = my_pycallback;
arglist = Py_BuildValue ("csis",session_id ,username ,
auth_methods_count ,methods );
PyObject_Print(arglist , stdout , 0);












// definovani viditelne funkce pro zaregistrovani CB
void py_register_receive_user_authenticate(PyObject *PyFunc );
V př́ıkladu je nutné si všimnout několika zaj́ımavých část́ı. Prvńı zaj́ımavost
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je Py BuildValue. Tento př́ıkaz zajǐst’uje kontrolu vstupńıch datových proměnných
a zároveň provád́ı převod datových typ̊u pro p̊uvodńı callback funkci. Daľśı zaj́ımavost
je Py DECREF a Py XDECREF. Tyto dva př́ıkazy se staraj́ı hlavně o práci s pamět́ı.
Bez těchto př́ıkaz̊u by při registraci v́ıce callback funkćı docházelo k přepisováńı vrcholu
zásobńıku, tedy by callback funkce nefungovaly nebo by zp̊usobovaly náhodné pády a nebo
dokonce by pracovaly s daty, která jim nenálež́ı. Okolnosti ohledně výběru z těchto chyb
zálež́ı z podstatné části na programovaćım jazyku, pro který je callback funkce určena.
Vhodné je taktéž použ́ıt pro každou callback funkci vlastńı objekt, sice by se dalo použ́ıvat
pouze jeden objekt a ten pomoćı výše uvedených funkćı přeṕınat, ale v praxi to nefunguje
na 100% tak, jak by teoreticky mělo.
3.2 Textový klient
Textový klient byl napsán k vyzkoušeńı, zda modul vytvořený ve SWIGu pracuje tak,
jak se od něj očekává. Celý kód se nacháźı na CD, které je přiloženo.
Při psańı klienta byly napsány jednoduché callback funkce, aby d́ıky nim šel následně
lépe diagnostikovat modul. Po prvńı verzi a testu callback funkćı bylo zjǐstěno, že callback
funkce jsou sice zaregistrované, ale že se jim nepředávaj́ı správně argumenty funkćı. Aby
tato chyba byla napravena, musela se dodělat do SWIGu kontrola prototypu callback funkćı
a testováńı vstupńıch argument̊u [36] (jelikož tato možnost nebyla ošetřena v p̊uvodńım
kódu).
Pro samotné spuštěńı textového klienta stač́ı zadat př́ıkaz python client-tui.py. Pokud
dostane klient odpověd’ od serveru, pak stač́ı zadat jenom uživatelské jméno a posléze
i heslo. Po přihlášeńı prob́ıhá řetězové spouštěńı všech implementovaných funkćı v modulu.
T́ım se testuje, zda všechny funkce (hlavně callback funkce) pracuj́ı tak, jak by měly. Po
skončeńı všech funkćı se klient odhláśı a ukonč́ı. Všechny akce klienta lze sledovat v konzoli,
kde se vypisuj́ı ,,DEBUG” hlášky, které informuj́ı o každé kroku, který program vykonal.
Na obrázku 2 je vidět, jak se po přihlášeńı vytvář́ı inicializačńı uzly (ukázka, že modul
pracuje správně). Lze si taktéž povšimnout, že každý uzel si s sebou nese několik d̊uležitých
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informaćı [11].
Obrázek 2: Verse textový klient napsaný v Pythonu - ukázka registrace nových uzl̊u
Textový klient byl stavebńım kamenem grafického klienta, který bude popsán




Grafický klient, na rozd́ıl od textového, neměl jen prezentovat funkčnost modulu,
ale také měl poukázat na přednosti Verse protokolu. Grafického Klienta lze použ́ıt jako
obecného správce dat na serveru, což bylo použito při testovańı jak modulu Verse klienta
pro Python, tak i Verse serveru. Při psańı grafického uživatelského rozhrańı (GUI) je nutno
použ́ıt modul, který je k tomu určen. Mezi nejznáměǰśı patř́ı Tkinter [37], PyQT a PyGTK.
Tkinter je modul, který je již obsažen v každé instalaci Pythonu. Tkinter umožňuje
programátorovi vytvářet klasické okenńı aplikace, jak je na ně zvyklý z Windows, GNOME
či KDE. Bohužel Tkinter neobsahuje veškeré vymoženosti PyQT a PyGTK, proto se hod́ı
na jednodušš́ı projekty.
PyQT a PyGTK jsou moduly, které vycházej́ı ze svých knihoven, tedy pro PyGTK to je
knihovna GTK+ (GIMP Toolkit) a pro PyQT knihovna QT [27]. Knihovna QT i knihovna
GTK+ umožňuj́ı vytvořit GUI dle představ programátora. Avšak QT je framework pro
tvorbu desktopových a mobilńıch aplikaćı, kdežto GTK+ je pouze knihovna pro tvorbu
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GUI. QT je použ́ıváno hlavně s desktopovým prostřed́ım KDE (K Desktop Environment)
a GTK+ je spojeno hlavně s desktopovým prostřed́ım GNOME (GNU Network Object
Model Environment). Obě knihovny jsou multiplatformńı (i když PyGTK trošku zaostává
před PyQT na platformě Windows). U každé z nich má programátor možnost psát kód pro
GUI do samotného programu nebo má možnost využ́ıt GUI designer. Z těchto modul̊u byl
nakonec vybrán modul PyGTK pro jeho provázánost s GNOME a s autorovými předešlými
zkušenostmi s GTK+ knihovnami při psańı aplikaćı.
Při psańı grafického klienta bylo nutné rozhodnout, zda bude kód pro GUI obsažen
v samotném kódu aplikace nebo odděleně. V prvńı verzi grafického klienta byla použita
prvńı varianta. Při ńı bylo zjǐstěno, že kód se stává méně čitelným a h̊uře se v něm ori-
entovalo, zejména při změnách komponent v GUI aplikace. Proto byla pro druhou verzi
grafického klienta použita druhá varianta. Př́ıklady variant lze nalézt v př́ılohách na straně
32.
Jako grafické rozhrańı pro tvorbu GUI byl použit GLADE [15]. Glade je svobodný
software uvolněńı pod GNU General Public License, který se vyv́ıj́ı od roku 1998. K tvorbě
gui použ́ıvá GladeXML, což je formát XML [9]. Tato vlastnost umožňuje dynamicky nač́ıtat
GUI při běhu aplikace, což usnadňuje překládáńı do jiných jazyk̊u.
Obrázek 3: GLADE - ukázka pracovńıho prostřed́ı
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Z obrázku 3 je patrné, že prostřed́ı GLADE má klasické rozložeńı komponent. Tedy
nalevo lze nalézt paletu komponent, které se daj́ı pomoćı přetáhnut́ı přenést na pracovńı
plochu, kde se komponenta usad́ı na daný formulář. Napravo se nacháźı panel, který zo-
brazuje stromovou sturkturu GUI. Pod ńım lze nastavit vlastnosti aktivńı komponenty.
3.3.2 Grafický klient
Po spuštěńı klienta je nejprve nutné přihlásit se k Verse serveru. Po přihlášeńı k serveru
se aktivuj́ı nab́ıdky k tvorbě uzl̊u, tag̊u a skupiny tag̊u. Na obrázku 4 lze vidět, jak vypadá
aplikace po přihlášeńı k Verse serveru. Na levé straně je stromová struktura, která obsahuje
Obrázek 4: Verse klient - ukázka pracovńıho prostřed́ı
veškeré uzly, skupiny tag̊u a tagy, které nám bud’ poslal server nebo které jsme vytvořili
- viz obrázek 4 . Každá ikona reprezentuje určitý uzel. Uzly, které jsou tučně zvýrazněné,
jsou uzly, ke kterým je daný uživatel přihlášen (př́ıkazy verse send node subscribe()
a verse send taggroup subscribe()). Prvky, ke kterým neńı uživatel přihlášen, jsou označeny
netučným ṕısmem. Přihlásit a odhlásit se lze pouze od uzlu a od skupiny tag̊u.
24
K práci s daty slouž́ı dvě nab́ıdky. Prvńı je klasické menu, které se nacháźı v horńı části
aplikace, druhé je tzv. ,,vyskakovaćı menu“, které lze vyvolat zmáčknut́ım pravého tlač́ıtka
na myši. Aktivńı je vždy menu dle daného typu prvku, který máme vybraný ve stromové
struktuře.
Informace o daném prvku lze nalézt po nakliknut́ı v pravé horńı části, kde se nacházej́ı
veškeré dostupné informace - ukázka na obrázku 5.
Obrázek 5: Verse klient - informace vybraného tagu
V dolńı části si lze povšimnout informativńıho boxu. V něm se nacházej́ı informace
o provedených akćıch, př́ıpadně se zde vypisuj́ı chyby aplikace nebo př́ıkazu. Informace
jsou tř́ı typ̊u - ,,debug” (tučné ṕısmo), ,,success“ (zelené ṕısmo), ,,error” (červené ṕısmo).
Debug výpisy je možno vypnout v nastaveńı aplikace.
Grafický klient umožňuje vytvářeńı uzl̊u a skupin tag̊u a tag̊u. Uzel se vytvoř́ı vždy do
uzlu avatara přihlášeného uživatele. Při tvorbě skupiny tag̊u je nutné mı́t označený uzel,
který bude rodičem dané skupiny tag̊u. Tato podmı́nka plat́ı i při tvořeńı tagu, ale muśı
být označena skupina tag̊u. Při těchto akćıch se vždy zobraźı nový dialog, ve kterém je
nutné zadat jméno pro daný prvek. Aplikace sama přidává č́ıslováńı k prvk̊um, které by
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měly mı́t stejné jméno. Při tvorbě tagu je nutné zvolit ještě typ tagu a jeho hodnotu -
ukázka na obrázku 6. Uživatel může taktéž dané prvky smazat, avšak může smazat jedině
Obrázek 6: Verse klient - ukázka tvorby tagu
prvky, které sám vytvořil nebo je jejich vlastńıkem. Pakliže uživatel smaže prvek, který
je rodičem daľśıch prvk̊u, pak tyto prvky budou taky odstraněny. Protokol Verse má však
prozat́ım neduh, že nelze vytvořit nový tag nebo skupinu tag̊u se jménem, které již bylo
použito, ačkoliv daný prvek byl již smazán.
Tag je jediný prvek, u kterého lze měnit vlastnosti po vytvořeńı. Lze u něj změnit
hodnotu. Pro změnu hodnoty se zobraźı dialog, ve kterém je možno real-time měnit hodnotu
tagu. Změna se projevuje automaticky u všech uživatel̊u, kteř́ı jsou přihlášeni k danému
prvku.
Modul Verse umožňuje pomoćı př́ıkazu verse node link() přemı́stit uzel, který uživatel
vlastńı do uzlu jednotlivých 3D scén (uzel s ID = 3). Tato operace se v grafickém klientu dá
provést pomoćı operace drag & drop. Operace se provede pokud se splńı podmı́nky. Prvńı
podmı́nkou je, že vybraný uzel k přesunu je vlastněn uživatelem, druhá podmı́nka je, že
uzel, který se má stát rodičem je bud’to uzel jednotlivých 3D scén nebo avatar uživatele.
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4 Závěr
Pro implementaci modulu klientské části protokolu Verse byla vybrána metoda tvorby
modulu za pomoćı tzv. mezivrstvy. Mezivrstvou byl zvolen program SWIG. SWIG byl
vybrán pro jeho rozsáhlou dokumentaci a možnosti, d́ıky kterým lze vytvořit rychlý
a snadno upravitelný modul. Modul je plně funkčńı a obsahuje veškeré potřebné funkce
k napsáńı plnohodnotného klienta v Pythonu. Jelikož SWIG ještě úplně nepodporuje
Python 3.1 a vyšš́ı, tak byl modul napsán pro Python 2.7. Dı́ky flexibilitě skript̊u pro
kompilaci je možné už ted’ vytvořit moduly nebo knihovny i pro daľśı programovaćı
jazyky. Jakmile SWIG doplńı úplnou podporu pro Python 3.1, pak bude možné použ́ıvat
modul beze změn i pro Python v této verzi. K demonstraci funkčnosti Python modulu byl
naprogramován textový a grafický klient. Textový klient testuje veškeré funkce knihovny.
Grafický klient předvád́ı možnosti Verse protokolu. Pro grafického klienta byla použita
grafická knihovna GTK+. Při testováńı modulu se podařilo odhalit několik chyb v imple-
mentaci Verse serveru i samotné knihovny. Tyto chyby se už podařilo z větš́ı části odstranit.
Nedostatkem modulu je nemožnost kontroly vstupńıch datových typ̊u funkćı, jelikož to pro
některé datové typy SWIG nepodporuje. Na tomto nedostatku by mohlo být zapracováno
a mohly by být implementovány daľśı funkce protokolu Verse. Modul obsahuje vlastńı
nápovědu k jednotlivým funkćım a v př́ıloze je k dispozici dokumentace.
K bakalářské práci je přiloženo CD, na kterém se nacháźı jak veškeré zdrojové kódy
potřebné ke kompilaci Python modulu protokolu Verse, tak hotové aplikace, které byly
uváděné v bakalářské práci.
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[10] HNÍDEK, J. New Verse API [online]. 5. 8. 2010 [cit. 2012-03-20]. Dostupné z WWW:
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5 Ukázky tvorby GUI




# create new window
window = gtk.Window()
# connect event for close application
window.connect("delete-event", gtk.main_quit)
# label with text hello world
label = gtk.Label("Hello world")




5.2 Ukázka GUI s pomoćı GLADE
Předpokladem této ukázky je to, že máme za pomoci GLADE vytvořené již GUI, které















"""This is an Hello World GTK application"""
def __init__(self):
#Set the Glade file
self.gladefile = "helloworld.glade"
self.wTree = gtk.glade.XML(self.gladefile)
#Create our dictionay and connect it
dic = { "on_btnHelloWorld_clicked" : self.btnHelloWorld_clicked,








6 Ukázky zdrojových kód̊u
Ukázky tvorby modul̊u v jednotlivých programech jsou demonstrovány na zdrojovém
kodu z jazyka C popsaného ńıže.
6.1 Zdrojový kód v jazyku C
/* file example.h */
int add(int a, int b);
/* file example.c */
int add(int a,int b){
return a + b;
}
6.2 SIP





int add(int a, int b);
/* end of sip file */
\$ sip -c . example.sip






os.system(" ".join([config.sip_bin, "-c", ".", "-b", build_file,
"example.sip"]))
makefile = sipconfig.SIPModuleMakefile(config, build_file)
makefile.extra_libs = ["example"]
makefile.generate()




















/* file example.py */
import PyInline, __main__
m = PyInline.build(code="""
int add(int a, int b) {
return a + b;
}""",
targetmodule=__main__, language="C")
>>> print example.add(4, 6)
>>> 10
6.5 Pyrex
/* file example.pyx */




/* end of example.pyx */
\$ pyrexc example.pyx
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Neńı zapotřeb́ı nic komplilovat ani přidávat, stač́ı využ́ıt již zkompilovaný program
napsaný v C a pomoćı gcc vytvořit knihovnu.
>>> from ctypes import *
>>> import os
>>> example = cdll.LoadLibrary(os.getcwd() + ’/example.so’)
>>> print example.add(2, 2)
>>> 4
6.7 Cython
/* cython file example.pyx */
cdef extern from "example.h":
int add(int,int)
/* end of example.pyx */
/* setup.py */
from distutils.core import setup
from distutils.extension import Extension
from Cython.Distutils import build_ext




cmdclass = {’build_ext’: build_ext},
ext_modules = ext_modules
)







extern int add(int a,int b);
%}
extern int add(int a, int b);
/* end of example.i */
\$ swig -python example.i
\$ gcc -c example.c example_wrap.c \
-I/usr/local/include/python2.7





7 Dokumentace k Python modulu verse
V př́ıloze je uvedená dokumentace k funkćım, ke kterým může programátor př́ımo
přistupovat. Kompletńı výpis funkćı lze nalézt ve vygenerované dokumentaci, která je
přiložena na CD.
verse send connect request
This function tries to connect to verse server
param[in] *hostname The string with hostname of the server
param[in] *service The string with port number of the server
param[in] flags The flags with options of connection
param[out] *session_id There will be stored ID of session with verse server
This function will return VC_SUCCESS (0), when the client was able
to start connection to verse server.
verse send user authenticate
This function tries to send username and some authentication data (usually password)
to the verse server
This function should be called, when client receive User Authenticate command and
callback function registered with py register receive user authenticate() is called.
param[in] session_id The ID of session with verse server
param[in] *username The string of username
param[in] auth_type The authentication method
param[in] data_length The length of authentication data in bytes
param[in] *data The pointer at authentication data
This function returns VC_SUCCESS (0), when the session_id
was valid value, it returns VC_FAILURE (1) otherwise.
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verse send connect terminate
This function switch connection to CLOSING state (start teardown, exit thread) and
close connection to verse server.
param[in] session_id The ID of session with verse server
This function returns VC_SUCCESS (0), when the session_id
was valid value, it returns VC_FAILURE (1) otherwise.
verse callback update
This function calls appropriate callback functions, when some system or node commands
are in incoming queue
param[in] session_id The ID of session with verse server
This function returns always VC_SUCCESS.
verse set debug level
This function can set debug level of verse client.
param[in] debug_level This parameter can have values defined in verse.h
verse strerror
Return error message for error num returned by Verse API functions.
This function should return some string with detail description of error, but it doesn’t
do anything now.
param[in] error_num The identifier of error
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py register receive connect accept
This function register callback function for command Connect Accept.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] user_id The ID of user account
param[in] avatar_id The ID of avatar and avatar node
py register receive connect terminate
This function register callback function for situation, when connection to verse server
is closed or lost.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] error_num The error code
verse send fps
This function tries to negotiate new FPS with server.
param[in] session_id The ID of session with verse server
param[in] prio The priority of the command
param[in] fps The number of fps
verse send node create
This function tries to send Node Create command to the server. This function does
not send this command directly, but this function add Node Create to the sending queue.
Sending of this command could be delayed due to congestion control or flow control. When
client sends this command, then this command is sent with special values: node id==-1,
parent id==avatar id and user has to be equal of current user. Note: calling of this function
does not guarantee delivery of this command, because connection to the server could be
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lost before command Node Create is sent to the server. The command is added to the
priority queue.
param[in] session_id The ID of session with verse server
param[in] prio The priority of the command
This function returns VC_SUCCESS (0), when the session_id
was valid value, it returns VC_FAILURE (1) otherwise.
py register receive node create
This function register callback function for command Node Create.
param[in] (*func) The pointer at callback function
param[in] node_id The ID of new created node
param[in] parent_id The ID of parent of new created node
param[in] user_id The ID of the owner of new created node
verse send node destroy
This function tries to send command Node Destroy to the server.
param[in] session_id The ID of session with verse server
param[in] prio The priority of the command
param[in] node_id The ID of node that will be destroyed
This function returns VC_SUCCESS (0), when the session_id
was valid value, it returns VC_FAILURE (1) otherwise.
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py register receive node destroy
This function register callback function for command Node Destroy.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of destroyed node
verse send node subscribe
This function tries to send command Node Subscribe to the server.
param[in] session_id The ID of session with verse server
param[in] prio The priority of command
param[in] node_id The ID that client wants to be subscribed for
param[in] level The level of recursive subscription
This function returns VC_SUCCESS (0), when the session_id
was valid value, it returns VC_FAILURE (1) otherwise.
verse send node unsubscribe
This function tries to send command Node Unsubscribe to the server.
param[in] session_id The ID of session with verse server
param[in] prio The priority of command
param[in] node_id The ID of node that client wants to unsubscribe
This function returns VC_SUCCESS (0), when the session_id
was valid value, it returns VC_FAILURE (1) otherwise.
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verse send node link
This function tries to send command Node Link to the server.
param[in] session_id The ID of session with verse server
param[in] prio The priority of command
param[in] parent_node_id The ID of parent node
param[in] child_node_id The ID of child node
This function returns VC_SUCCESS (0), when the session_id
was valid value, it returns VC_FAILURE (1) otherwise.
py register receive node link
This function register callback function for command Node Link.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] parent_node_id The ID of parent node
param[in] child_node_id The ID of child node
verse send node prio
This function tries to send command Node Priority to the server.
param[in] session_id The ID of session with verse server
param[in] prio The priority of command
param[in] node_id The ID of node, where client wants to change priority
param[in] node_prio The new priority of Node
This function returns VC_SUCCESS (0), when the session_id
was valid value, it returns VC_FAILURE (1) otherwise.
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verse send taggroup create
This function send command TagGroup Create to the server
param[in] session_id The ID of session with verse server
param[in] prio The priority of command
param[in] node_id The ID of node, where taggroup was created
param[in] *name The name of new taggroup
verse send taggroup destroy
This function send command TagGroup Destroy to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where taggroup was destroyed
param[in] taggroup_id The ID of deleted taggroup
py register receive taggroup destroy
This function register callback function for command TagGroup Destroy.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where taggroup was destroyed
param[in] taggroup_id The ID of deleted taggroup
verse send taggroup subscribe
This function send command TagGroup Subscribe to the server.
param[in] session_id The ID of session with verse server
param[in] prio The priority of command
param[in] node_id The ID of node, where taggroup was subscribed
param[in] taggroup_id The ID of subscribed taggroup
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verse send taggroup unsubscribe
This function send command TagGroup Unsubscribe to the server.
param[in] session_id The ID of session with verse server
param[in] prio The priority of command
param[in] node_id The ID of node, where taggroup was unsubscribed
param[in] taggroup_id The ID of unsubscribed taggroup
This function send command Tag Create to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where tag was created
param[in] taggroup_id The ID of taggroup, where tag was created
param[in] tag_id The ID of new tag
param[in] type The type of new tag
param[in] *name The name of new tag
py register receive tag create
This function register callback function for command Tag Create.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where tag was created
param[in] taggroup_id The ID of taggroup, where tag was created
param[in] tag_id The ID of new tag
param[in] type The type of new tag
param[in] *name The name of new tag
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verse send tag destroy
This function send command Tag Destroy to the server.
param[in] session_id The ID of session with verse server
param[in] prio The priority of command
param[in] node_id The ID of node, where tag was destroyed
param[in] taggroup_id The ID of taggroup, where tag was destroyed
param[in] tag_id The ID of destroyed tag
py register receive tag destroy
This function register callback function for command Tag Destroy.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] prio The priority of command
param[in] node_id The ID of node, where tag was destroyed
param[in] taggroup_id The ID of taggroup, where tag was destroyed
param[in] tag_id The ID of destroyed tag
verse send tag set int8
This function send command Tag Set Int8 to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where int8 value of tag was set
param[in] taggroup_id The ID of taggroup, where int8 value of tag was set
param[in] tag_id The ID of int8 tag
param[in] value The int8 value
py register receive tag set int8
This function register callback function for command Tag Set Int8.
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param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where int8 value of tag was set
param[in] taggroup_id The ID of taggroup, where int8 value of tag was set
param[in] tag_id The ID of int8 tag
param[in] value The int8 value
verse send tag set uint8
This function send command Tag Set Uint8 to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where uint8 value of tag was set
param[in] taggroup_id The ID of taggroup, where uint8 value of tag was set
param[in] tag_id The ID of uint8 tag
param[in] value The uint8 value
py register receive tag set uint8
This function register callback function for command Tag Set Uint8.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where uint8 value of tag was set
param[in] taggroup_id The ID of taggroup, where uint8 value of tag was set
param[in] tag_id The ID of uint8 tag
param[in] value The uint8 value
verse send tag set int16
This function send command Tag Set Int16 to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where int16 value of tag was set
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param[in] taggroup_id The ID of taggroup, where int16 value of tag was set
param[in] tag_id The ID of int16 tag
param[in] value The int16 value
py register receive tag set int16
This function register callback function for command Tag Set Int16.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where int16 value of tag was set
param[in] taggroup_id The ID of taggroup, where int16 value of tag was set
param[in] tag_id The ID of int16 tag
param[in] value The int16 value
verse send tag set uint16
This function send command Tag Set Uint16 to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where uint16 value of tag was set
param[in] taggroup_id The ID of taggroup, where uint16 value of tag was set
param[in] tag_id The ID of uint16 tag
param[in] value The uint16 value
py register receive tag set uint16
This function register callback function for command Tag Set Uint16.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where uint16 value of tag was set
param[in] taggroup_id The ID of taggroup, where uint16 value of tag was set
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param[in] tag_id The ID of uint16 tag
param[in] value The uint16 value
verse send tag set int32
This function send command Tag Set Int32 to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where int32 value of tag was set
param[in] taggroup_id The ID of taggroup, where int32 value of tag was set
param[in] tag_id The ID of int32 tag
param[in] value The int32 value
py register receive tag set int32
This function register callback function for command Tag Set Int32.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where int32 value of tag was set
param[in] taggroup_id The ID of taggroup, where int32 value of tag was set
param[in] tag_id The ID of int32 tag
param[in] value The int32 value
verse send tag set uint32
This function send command Tag Set Uint32 to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where uint32 value of tag was set
param[in] taggroup_id The ID of taggroup, where uint32 value of tag was set
param[in] tag_id The ID of uint32 tag
param[in] value The uint32 value
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py register receive tag set uint32
This function register callback function for command Tag Set Uint32.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where uint32 value of tag was set
param[in] taggroup_id The ID of taggroup, where uint32 value of tag was set
param[in] tag_id The ID of uint32 tag
param[in] value The uint32 value
verse send tag set int64
This function send command Tag Set Int64 to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where int64 value of tag was set
param[in] taggroup_id The ID of taggroup, where int64 value of tag was set
param[in] tag_id The ID of int64 tag
param[in] value The int64 value
py register receive tag set int64
This function register callback function for command Tag Set Int64.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where int64 value of tag was set
param[in] taggroup_id The ID of taggroup, where int64 value of tag was set
param[in] tag_id The ID of int64 tag
param[in] value The int64 value
verse send tag set uint64
This function send command Tag Set Uint64 to the server.
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param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where uint64 value of tag was set
param[in] taggroup_id The ID of taggroup, where uint64 value of tag was set
param[in] tag_id The ID of uint64 tag
param[in] value The uint64 value
py register receive tag set uint64
This function register callback function for command Tag Set Uint64.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where uint64 value of tag was set
param[in] taggroup_id The ID of taggroup, where uint64 value of tag was set
param[in] tag_id The ID of uint64 tag
param[in] value The uint64 value
verse send tag set real32
This function send command Tag Set Real32 to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where real32 value of tag was set
param[in] taggroup_id The ID of taggroup, where real32 value of tag was set
param[in] tag_id The ID of real32 tag
param[in] value The real32 value
py register receive tag set real32
This function register callback function for command Tag Set Real32.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
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param[in] node_id The ID of node, where real32 value of tag was set
param[in] taggroup_id The ID of taggroup, where real32 value of tag was set
param[in] tag_id The ID of real32 tag
param[in] value The real32 value
verse send tag set real64
This function send command Tag Set Real64 to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where real64 value of tag was set
param[in] taggroup_id The ID of taggroup, where real64 value of tag was set
param[in] tag_id The ID of real64 tag
param[in] value The real64 value
py register receive tag set real64
This function register callback function for command Tag Set Real64.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where real64 value of tag was set
param[in] taggroup_id The ID of taggroup, where real64 value of tag was set
param[in] tag_id The ID of real64 tag
param[in] value The real64 value
verse send tag set string8
This function send command Tag Set String8 to the server.
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where string8 value of tag was set
param[in] taggroup_id The ID of taggroup, where string8 value of tag was set
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param[in] tag_id The ID of string8 tag
param[in] value The string8 value
py register receive tag set string8
This function register callback function for command Tag Set String8.
param[in] (*func) The pointer at callback function
param[in] session_id The ID of session with verse server
param[in] node_id The ID of node, where string8 value of tag was set
param[in] taggroup_id The ID of taggroup, where string8 value of tag was set
param[in] tag_id The ID of string8 tag
param[in] value The string8 value
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