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概 要
木構造で表現される知識体系（Body of
 
Knowledge,BOK）を集団で構築するための
システムについて検討する．このシステムは，
直感的な操作性と版管理機能，競合検出機能
を持たなければならない．直感的な操作性は，
木構造をファイルシステムのフォルダ階層で
表現し，ファイルシステムのための GUIを利
用することで実現できる．しかし，ファイル
システムを集団で利用するための共有フォル
ダやバージョン管理システム（Subversion）
は，版管理及び競合検出の点で，BOK構築に
は適さないことがわかる．そこで，BOK構築
に適した版管理及び競合検出を実現する手法
を紹介し，それを活用するシステムの可能性
を議論する．
１ 序 論
特定の分野を構成する概念をまとめたもの
として，知識体系（Body of Knowledge,
BOK）がある．その一例である，Computing
 
Curricula 2001 Computer Scienceに収録さ
れた CS Body of Knowledge（CSBOK）は，
計算機科学のための BOKである（Joint
 
Task Force,2001）．
CSBOKを作成したのは IEEE Computer
 
Societyと Association for  Computing
 
Machineryの統合タスクフォースであるが，
このような一部の有識者によってではなく，
不特定多数の作業者によって BOKを構築し
ようという試みがある．増永らによるWi-
kiBOKである（増永，2012）．
WikiBOKは，Wikiのような誰でもアクセ
スできるウェブアプリケーション上で BOK
を構築することを目指して開発されている．
しかし，MediaWikiのような既存のWikiシ
ステムをそのままWikiBOKで採用するこ
とはできない．なぜなら，WikiBOKにおける
BOKは木構造であることが想定されている
が，既存のWikiシステムは木構造を構築し
やすいものではないからである（すべての
BOKが木構造だというわけではないが，
CSBOKは木構造になっている．木構造でな
い BOKの例として，PMBOK（Project Man-
agement Institute,2008）が挙げられる）．そ
こで，集団で BOKを構築するための新たな
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システムが必要になる．
本稿で対象とするシステムは，作業者が
ノードやエッジを生成したり，エッジを付け
替えたりしながら BOKのための木構造
（BOK木）を構築するためのものである．た
とえば，１人の作業者がノードを生成し，そ
れを BOK木に反映させることにすれば，
BOK木に実際にノードが追加される．つま
り，作業者の操作が直接 BOK木に反映され
る．これは現在のWikiBOKが採用している
方針である．集団で BOK木を構築するシス
テムは，作業者に BOK木を直接操作させず，
複数の作業者が同じノードを作成した場合に
限って BOK木にノードが追加されるといっ
た，間接的な方法（渋谷，2012）を採用する
こともできるが，本稿ではそのような方法は
考慮しない．
本稿の第２節では BOK構築システムの候
補を列挙する．第３節では BOK構築システ
ムが持つべき機能を確認する．第４節では
BOK構築システムの機能の中では特に重要
な，競合検出とマージについて議論する．
２ 構築システムの候補
集団で BOK木を構築するためのシステム
の候補を検討する．木構造を直感的に操作で
きるシステムとして最初に挙げられるのは，
コンピュータのオペレーティングシステムの
多くで採用されているファイルシステムであ
ろう．順序性（3.5項を参照）を考慮しないな
ら，木構造のノードが子ノードを持っている
状態は，ファイルシステムのフォルダの中に
サブフォルダがある状態で表現できる．
本節では，ファイルシステムを集団で利用
する方法として，共有フォルダ（2.1項）と，
バージョン管理システムの一種である Sub-
version（2.2項），独自のシステム（2.3項）
を検討する．
2.1 共有フォルダ
共有フォルダはファイルシステム上の特定
のフォルダを集団で共有する仕組みである
（図１）．
共有フォルダには次のような利点がある．
・主要なOSでサポートされている．
・作業コピーを簡単に作れる．
・デジタル化されたものなら何でも扱え
る．
・ファイルシステムと統合できて，一度接
続してしまえば直感的に使える．
共有フォルダには次のような欠点がある．
・順序性を実現しにくい．
・同名フォルダ［ファイル］の存在に気付
きにくい．現在のWikiBOKでは，BOK
木の中に同名のノードは存在できないこ
とになっている．しかし，ファイルシス
テムでは同一フォルダ内でなければ同名
フォルダ［ファイル］が存在できる．つ
まり，WikiBOKの仕様はファイルシス
テムでは実現しにくい．
・競合を検出できない．複数の作業者が同
じ実体にアクセスするため，ある作業者
の作業結果を別の作業者が気付かずに壊
してしまう危険がある．ファイルへのア
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図１ 共有フォルダ
(１つの実体に複数の作業者が同時にアクセスする．)
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クセスをアプリケーションレベルで排他
的にすることはできるが，それによって
問題が解決されるわけではない．
・版管理ができない．古い版に戻せるよう
にするためには，作業者が自分でコピー
を取るような運用をしなければならな
い．しかし，作業者が個別にコピーを作
ると，コピー同士の新旧がわかりにくく
なるという問題がある．
集団で１つのマインドマップを編集できる
ウェブアプリケーション BeautifulMind.io
も，本稿執筆時点では「版管理ができない」
という問題があり，BOK構築には利用しに
くい状態である（動作画面は図２のとおり．
http://beautifulmind.io/においてMITライ
センスで公開されている．版管理は追加予定
機能リストには入れられている）．
2.2 バージョン管理システム
バージョン管理システムはフォルダとファ
イルの版管理をするシステムである．バー
ジョン管理システムは大きく分けて，フォル
ダとファイルのデータベースであるリポジト
リが１つだけのもの（集中型）と複数あるも
の（分散型）の２種類があるが，本稿では集
中型のバージョン管理システムの１つである
Subversion（上平，2006）を取り上げる（図
３）．
Subversionの基本的な利用手順は以下の
ようになる（１，２は一度だけ行えばよい）．
１．リポジトリを作成する．
２．リポジトリにフォルダをインポートす
る．
３．リポジトリからフォルダをチェックア
ウトして，作業コピーを作る．
４．作業コピーで作業する．
５．作業コピーをリポジトリに反映させる
（コミット）か，リポジトリを作業コ
ピーに反映させる（アップデート）．
作業者の最新のアップデート（アップデー
ト経験が無ければチェックアウトだが，本稿
ではそれも「最新のアップデート」と呼ぶこ
とにする）の直後の状態を BASE，作業コ
ピーをWORK，リポジトリの最新状態を
HEADと呼ぶことにする．
Subversionは版管理をサポートしており，
コミット時に振られるリビジョン番号によっ
て，BASEとHEADは自動的に比較される．
図２ BeautifulMind.ioの動作画面
(他の利用者による編集結果がリアルタイムに
反映される．)
図３ Subversion
(作業者ごとに作業コピーを作って作業する．)
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ある作業者（Aliceとする）がコミットを試み
ると，BASEよりHEADのほうが新しい（リ
ビジョン番号が大きい）かどうかが調べられ
る．BASEとHEADが同じなら，Aliceの最
新のアップデート以降，誰もコミットしてい
ないことになる．その場合はコミットを実行
して，AliceのWORKをそのままHEADと
してよい．BASEよりHEADが新しいなら，
別の作業者（Bobとする）がコミットしてい
たことになる．その場合，Aliceのコミットに
よって Bobの作業結果が破壊されないよう
に，Bobの作業結果であるHEADと，Alice
の作業結果であるWORKの間に競合が存在
するかどうかを調べなければならない（図
４）．
Subversionには競合検出機能があり，
BASEよりHEADが新しいとき，コミット
できるかどうかは自動的に調べられる．Bob
の作業とAliceの作業に競合が無いなら，
AliceのWORKがHEADにマージされ，競
合があるならコミットは中止される．
この競合検出機能はアップデート時にも活
用される．何らかの作業を行った後で，
HEADをWORKに反映しようとするとき，
BASEよりHEADが新しいかどうかが調べ
られる．BASEとHEADが同じなら，Alice
の作業中にリポジトリは更新されていないた
め，アップデートの必要は無い．BASEより
HEADが新しい場合には，競合の有無が調べ
られ，競合が無いならHEADがWORKに
マージされ，競合があるならアップデートは
中止される．
Subversionには次のような利点がある（最
初の３つは共有フォルダと共通）．
・主要なOSでサポートされている．
・作業コピーを簡単に作れる．
・デジタル化されたものなら何でも扱え
る．
・版管理機能が組み込まれている．
・競合検出機能が組み込まれている．
Subversionには次のような欠点がある（最
初の２つは共有フォルダと共通）．
・順序性を実現しにくい．
・同名フォルダ［ファイル］の存在に気付
きにくい．
・直感的な操作性という点で，共有フォル
ダより劣っている．
・競合検出機能のフォルダ階層への対応が
不十分で，フォルダの名前を変更しただ
けでも，新しいフォルダを作ったと解釈
され，コミットもアップデートもできな
くなる．たとえば，フォルダＡの中にフォ
ルダＸがある状況で，AliceがＡの名前
をＢに変更してコミットした後で，Bob
がＸの名前をＹに変更すると，コミット
もアップデートもできなくなる（図５）．
2.3 独自のシステム
共有フォルダや Subversionの欠点は，独
自のシステムを開発すればすべて解決でき
る．たとえば，図５の Subversionの欠点は，
木構造を図６のようなテーブルで表現し，次
のような２つの SQL文で変更を実現するよ
うなシステムを導入することで解決できる．
図４ Subversionの版管理
(Aliceの最新のアップデートからコミットまでの間
に Bobがコミットしていると，競合検出が必要にな
る．)
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独自のシステムは，共有フォルダや Sub-
versionの利点をすべて取り入れ，欠点をす
べて排除できる．しかし，その開発には手間
がかかるという大きな欠点がある．
３ 要求仕様
前節で挙げたシステム（共有フォルダと
Subversion，独自システム）を踏まえ，集団
で BOK木を構築するシステムに必要だと思
われる要素を確認する．
3.1 作業コピー
ノードやエッジの追加や削除といった基本
的な操作の結果を BOK木に反映させる方法
には，操作のたびに BOK木を更新する方法
と，複数の操作をまとめて BOK木を更新す
る方法がある．操作のたびに BOK木を更新
すると，ある作業者の実験的な試み，つまり
他の作業者には見せる必要のないものも，他
の作業者に見えてしまう．これが他の作業者
の作業の邪魔になる危険がある．そこで，他
の作業者にも見せられる段階になってはじめ
て BOK木を更新する方法を採用したい．こ
の方法は，作業コピーによって実現できる．
作業コピーは，個人の作業のための BOK
木のコピーである．作業者は，BOK木の作業
コピーを作り，作業コピー上で BOK木を編
集し，他の作業者にも見せられる段階になっ
たら作業コピーを元の BOK木に反映させ
る．
共有フォルダでは，フォルダをローカルに
コピーすれば作業コピーとなる．Subversion
では，最初にリポジトリをローカルにチェッ
クアウトするが，それによって作業コピーが
必然的に作られる．
3.2 版管理
版管理は，BOK木への変更が確定するた
びに番号（リビジョン番号）を振って版を管
理する仕組みである．この仕組みによって，
複数ある作業コピーのうち，どれが最新かと
いったことが簡単にわかるようになり，作業
コピーを BOK木に反映させやすくなる．
共有フォルダには版管理機能が組み込まれ
ていないため，古い作業コピーで新しい結果
を上書きしてしまう危険がある．Subversion
には版管理機能が組み込まれているため，そ
のような危険は無い（2.2項を参照）．
3.3 競合検出
ある作業者（Aliceとする）がコミットを試
みるとき，その BASEとHEADが等しけれ
図５ Subversionの欠点
(フォルダ階層を変更するとコミットも更新もでき
ない事態に陥る．)
図６ 独自のシステムによる木構造の表現と，
それを用いた図５の解決
集合知としての社会情報学Vol.22 No.1  41
ば，そのままコミットして，WORKをHEAD
にすることができる．BASEよりHEADが
新しければ，Aliceの最新のアップデートの
後で別の作業者（Bobとする）がコミットし
ているため，AliceのWORKをそのまま
HEADにすることができない．Aliceの
WORKのうち，Bobの作業結果と競合しな
いもののみを，BOK木に反映させるのがよ
い．
AliceのWORKのうちで，Bobの作業結
果と競合するものがあるかどうかを調べるの
が競合検出機能である．作業コピーを使う
BOK木構築システムにおいて，競合検出機
能は必須である．
共有フォルダに競合検出機能は無い．Sub-
versionには競合検出機能があるが，フォル
ダ階層を木と見なすような使い方に適したも
のにはなっていない（2.2項を参照）．
3.4 直感的な操作
木構造の編集は，直感的に操作できる GUI
上で行うのが望ましい．フォルダ階層で表現
した木構造をシェルコマンドで操作したり，
XMLで表現した木構造をテキストエディタ
で編集したりしながら BOK木を構築してい
くことも可能だが，そういう方法を採用する
と，BOK構築における作業者の技術的ハー
ドルが高くなってしまう．
共有フォルダと Subversionはファイルシ
ステムと統合されており，そのための GUIに
も大部分の作業者が慣れていると思われる．
そのため，フォルダ階層を BOK木と見なす
ようにすれば，ノードやエッジの生成や削除
は直感的に行えるだろう．
3.5 順序性
木構造は，あるノードの子ノード群に順序
性があるものと無いものに分けられる．BOK
木に順序性が必要かどうかには議論の余地が
あが，現行のWikiBOKには順序性は導入さ
れていない．
共有フォルダと Subversionは，その基盤
となるファイルシステムの性質を引き継いで
いる．ファイルシステムには同一フォルダの
サブフォルダに順序性は無い．そのため，共
有フォルダでも Subversionでもフォルダ階
層を BOK木と見なす場合，その木に順序性
は無い．
3.6 多様なファイル
本稿では，BOKとして文字列のラベルが
付いたノードからなる木を想定しているが，
文書や画像，動画などの補足的な資料を
BOKに添付したいという要望はありえる．
BOKに任意の形式のファイルを添付できれ
ば，そのような要望に対応できる．
共有フォルダと Subversionは，ファイル
システムがその基盤となっているため，デジ
タル化されていればどんなものでも簡単に添
付できる．
3.7 同名ノードの禁止
WikiBOKでは，BOK木に同名のノードが
存在することは許されない．この規則を守る
ためには，作業者が同名ノードを作らないよ
うに気を付けるか，同名ノードを作れないシ
ステムがなければならない．
共有フォルダと Subversionは，ファイル
システムがその基盤となっているため，同一
フォルダ内でなければ同名のフォルダやファ
イルが存在できる．つまり，共有フォルダや
Subverionをそのまま使う場合には，同名
ノードは存在できないという規則を，システ
ムの仕様として実現するのは難しい．
3.8 Undoと Redo
 
BOK木への編集をやり直すのがUndo，や
り直した操作をあらためて実行するのが Re-
doである．BOK木をフォルダ階層で表現し，
共有フォルダで編集する場合には，ファイル
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システムがサポートする範囲でのUndoと
Redoが可能である．Subversionを使う場合
は，コミットされたものはすべて版管理され
るため，Undoと Redoは完璧に実現できる．
Subversionの作業コピーでは，共有フォルダ
と同様，ファイルシステムがサポートする範
囲でのUndoと Redoが可能である．
3.9 その他
集団で何かを作り上げるシステムの成功の
ために必要と思われるものは他にもある．例
として，Wikipediaの成功のために導入が検
討されたもののうち，WikiBOKでも導入を
検討すべきだと思われるものを以下に挙げる
（リストの一部は（Lih,2009＝2009）を参考に
している）．
･キャメルケースによるリンク（簡単なリ
ンク生成）
･フリーリンク（簡単なリンク生成）
･GNU Free Documentation License（参
加しやすいライセンス）
･Diffの表示（変更箇所の容易な把握）
･名前空間：利用者（貢献者の自己顕示欲）
･名前空間：記事（百科事典本体の分離）
･名前空間：ノート（議論の場の分離）
･井戸端（Wikipedia自体についての議論
の場・議論の保存）
･「ルールを無視しよう」（参加しやすくす
るためのスローガン）
･IRC（迅速な議論）
･テンプレート：スタブ（できたばかりの
ページを目立たせる効果）
･テンプレート：要出典（出典の提示要求
の簡便化）
･テンプレート：sofixit（参加しやすくす
るためのスローガン）
･API（機械的な編集作業）
･管理者：oversight（完全な削除．法的な
問題等への対処）
･管理者：削除（ページの削除）
･管理者：ブロック（アカウント停止．荒
し対策）
･保護（更新禁止．荒らし対策）
･サンドボックス（練習の場）
･最近更新したページ（監視・参加の簡便
化）
･ウォッチリスト（監視）
･差し戻し（更新の差し戻し・事故への対
応）
･削除投票（ページを削除するかどうかの
決定）
･削除依頼（ページの削除依頼）
･Quickpolls（ユーザをブロックするかど
うかの投票．荒らし対策）
･Three Revert Rule（３回差し戻された
ページを更新禁止にする機能．荒らし対
策）
･多言語化（ページを複数言語で並行して
作成できるようにすること）
･承認（ページがある程度の品質を持って
いることの証）
･IPのブロック（特定の IPからの編集禁
止．荒らし対策）
･ClueBot NGのような不適切なページを
削除する BOT
･カテゴリ関連機能
―ページのカテゴリへの追加
―カテゴリへのページの追加
―カテゴリの名前変更
―カテゴリの移動
―カテゴリの削除
―カテゴリの俯瞰機能
４ 競合検出
Wikiにおける競合検出方法を参考に，
BOK構築における競合検出方法を提案す
る．
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4.1 Wikiにおける競合検出とその解決
Wikiでは次のような手順で競合を検出す
る．
１．Aliceが編集を開始する．
２．Bobが編集を開始する．
３．Bobがコミットを試み，成功する．
４．Aliceがコミットを試みる．
⒜ 最新版（Bobの編集結果）と比較す
る．
⒝ 編集箇所が重複しているか？
・重複がなければコミット可能である
ため，コミットする．
・重複があればコミットはできない．
自分の作業を破棄する，あるいは編
集に戻るなどといった，コミット以
外の方法をユーザは選ばなければな
らない．
この競合検出方法は，BOK木構築には向
かない．Wikiはページ単位のコミットであ
るため，複数の作業者が同一のページを編集
しない限り競合は発生しない．しかし，BOK
木をWikiで管理し，BOK木のノードが
Wikiのページに対応するような方法を採用
すると，木を編集する際には複数のページが
同時に変更されるため，競合が発生しすぎる
のである．BOK木全体がWikiの１ページに
対応するような方法を採用して，テキスト
ベースの diffで競合を検出しながら BOK木
を構築するのも難しいだろう．
4.2 3-way XMLマージ
木構造の競合を検出したりマージしたりす
る方法の１つに 3-way XMLマージがある
（Lindholm,2004）．3-way XMLマージは，
BASEとHEAD，WORKの３つのXMLの
マージ手法である．３つ組｛BASE，HEAD，
WORK｝の 3-way XMLマージでは，HEAD
はすでにコミットされたものであるため，
BASEからHEADへの変更はすべて採用さ
れる．それに対して，BASEからWORKへ
の変更は BASEからHEADへの変更と競
合しないもののみが採用される．
BOK構築に 3-way XMLマージを利用す
ると，図５では失敗していたマージが図７の
ように可能になる．
3-way XMLマージならば，図８のような，
より複雑な状況でもマージできる．図８では，
AliceがＸの名前をＰに変更し，Ｚの下にＢ
を生成してコミットに成功した後で，Bobが
Ｘの名前をＱに変更し，ＺをＹの下に移動し
てコミットを試みる．Ｐの名前は競合してい
るため，先に成功したAliceの操作が優先さ
れる．両者の他の操作は競合しないため，す
べて採用できる．
BOK木構築に 3-way XMLマージを利用
する手順は次のようになる．
１．木をXMLに変換する
２．3-way XMLマージでマージを試みる
３．エラーがあるか？
･エラーが無ければコミット可能である
図７ 3-way XMLマージ１
(図５の問題が解決される．)
図８ 3-way XMLマージ２
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ため，コミットする
･エラーがあればコミットは失敗であ
る．コミット以外の方法をユーザは選
ばなければならない（4.2.2を参照）
４．XMLを元のデータ構造に戻す
3-way XMLマージの詳しい手順は以下の
ようになる（作業前のリビジョンが nだと仮
定する）．
１．Aliceが編集を開始する（BASE???の
リビジョンは n）．
２．Bobが編集を開始する（BASE???のリ
ビジョンは n）．
３．Bobがコミットを試み，成功する
（HEADのリビジョンは n＋1）．
４．Aliceがコミットを試みる（BASE???
とHEADのリビジョンが比較され
る）．
･BASE???とHEADのリビジョンが
同 じ な ら，コ ミット を 実 行 す る
（WORK???がHEADになる）．
･BASE???よりHEADのほうが新し
いなら，
⒜ ｛BASE???，HEAD，WORK???｝
で 3-way XMLマージを試みる．
⒝ エラーがあるか？
―エラーが無ければコミット可能
であるため，コミットする．
―エラーがあればコミットはでき
ない．コミット以外の方法を
Aliceは選ばなければならない
（4.2.2項を参照）．
4.2.1 作業コピーのアップデート
3-way XMLマージは，コミット時だけで
なくアップデート時にも利用できる．３つ組
｛BASE，WORK，HEAD｝で 3-way XML
マージを試みれば，BASEからHEADへの
変更のうち，BASEからWORKへの変更と
競合しないものだけを採用できる．つまり，
自分の作業（WORK）を失わずに，最新版
（HEAD）を取り込むことができる．
4.2.2 エラーへの対応
３つ組｛BASE，HEAD，WORK｝の 3-way
 
XMLマージでは，BASEからWORKへの
変更のうち，BASEからHEADへの変更と
競合するものは採用されない．採用されない
ものがある場合，作業者には次のような選択
肢がある．
･マージ結果でコミットする（作業の一部
は失われる）
･WORKに戻り，作業コピーのアップ
デート（4.2.1項）を検討する
･HEADを採用する（作業は失われる）
･BASEに戻る（作業は失われる）
５ 結論と展望
本稿では，集団で BOK木を構築するため
のシステムについて検討した．検討したシス
テムは，共有フォルダと Subversion，独自の
システムである．
共有フォルダには版管理機能と競合検出機
能がないため，BOK木構築には向いていな
いことがわかった．この問題は，Beautiful-
Mind.ioのような，ウェブブラウザを使って
集団で木を構築するシステムにも共通してい
る．
Subversionには版管理機能と競合検出機
能が備わっている．しかし，BOK木をフォル
ダ階層で表現して Subversionを利用しよう
とすると，競合が発生しすぎるため，BOK木
構築には向いていないことがわかった．
版管理によって競合が発生している可能性
があると判断されたら，本当に競合が発生し
ているかどうかを調べ，競合があるならそれ
について報告し，無い場合は複数の変更を
マージしなければならない．競合検出とマー
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ジには木構造を意識したアルゴリズムが必要
だが，そのようなアルゴリズムの候補として，
3-way XMLマージを検討した．
独自のシステムを開発すれば，既存のシス
テムの欠点をすべて克服できるが，開発に手
間が掛かるという問題があった．開発の手間
を最小限にとどめるためには，ファイルシス
テムの GUIを採用し，コミットやアップデー
トの際には 3-way XMLマージを用い，リポ
ジトリには木構造をXML形式で保存するよ
うなシステムが有望であろう．フォルダ階層
とXMLの相互変換を行うソフトウェアさえ
あれば，システムが完成するからである（図
９）．変換ソフトウェアが FTPやWebDAV
などの標準的なプロトコルをサポートすれ
ば，タッチデバイスのような，一般的な PCと
は異なるデバイス上でも容易に BOK木を構
築できるようになるだろう．
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図９ 3-way XMLマージを利用する独自システム
(開発が必要なのはXMLとフォルダ階層を相互変
換する太字部分のみ．)
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