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Magistrsko delo obravnava zasnovo in izdelavo odprtokodnega JavaScript vtičnika za 
optimizirano nalaganje in prikaz grafik na spletnih platformah. V uvodnem 
teoretičnem delu so predstavljeni principi delovanja spletnih mest in raziskani načini 
za optimizacijo grafik za prikaz na spletnih mestih.   
Glavni cilji magistrskega dela so bili: (1) analizirati trenutne spletne tehnologije in 
možnosti izrabe le-teh za bolj optimizirano nalaganje in prikaz grafik, (2) načrtovati in 
razviti zmogljiv odprtokodni JavaScript vtičnik, ki se celovito spopada s problematiko 
nalaganja in prikaza grafik na spletu, hkrati pa je enostaven za uporabo in (3) 
analizirati delovanje spletnega mesta pred uporabo JavaScript vtičnika in po njej. 
Za potrebe evalviranja enostavnosti uporabe smo izdelali persone, za evalviranje 
prihranka časa pri nalaganju spletne strani pa smo vtičnik integrirali v obstoječo 
spletno stran z realnimi uporabniki. Iz rezultatov je razvidno, da je bil izdelan 
JavaScript vtičnik, ki se celovito spopada s problematiko optimizacij nalaganja in 
prikaza grafik na spletni platformi, učinek vtičnika pa je odvisen od same spletne 
strani, kjer je vtičnik uporabljen. Več kot je grafik na spletni strani, večji je prihranek 
časa nalaganja spletne strani ob uporabi našega vtičnika. Zato težko govorimo o 
specifičnih številkah, vendar pa ob uporabi vtičnika govorimo o velikostnem redu 
prihranka časa nalaganja spletnih strani v sekundah. Vtičnik je bil v času pisanja tega 
magistrskega dela prenesen že več kot 1000-krat s strani neodvisnih razvijalcev. 
 
Ključne besede: zasnova in izdelava odprtokodnega JavaScript vtičnika, optimizacija 






The paper addresses the conception and implementation of an open-source 
JavaScript plugin for optimizing the loading and display of graphics on web platforms. 
The fundamental principles based on which websites function are presented in the 
beginning, along with the research of techniques that can be used for optimizing the 
graphics for display on web platforms. The main goals of the paper were: (1) to 
analyze the existing web technologies and ways to (ab)use them for optimized 
loading and display of graphics, (2) to conceptualize and implement a powerful 
JavaScript plugin that fully addresses the problematics of loading and display of 
graphics on web while making sure that the plugin is simple for use and (3) to 
analyze the operation of a website before and after the inclusion of the implemented 
JavaScript plugin. Personas were developed for the purpose of evaluating the ease 
of use of the plugin. To evaluate the load time saved by using the plugin, the plugin 
was integrated in an actual website with real users. Based on the results it is clear 
that the implemented plugin does fully address the loading and display of graphics on 
web platforms, while the effect of the plugin depends greatly on the website itself 
where the plugin is used. The bigger the number of graphics on the website, the 
larger the savings of website load time when using the plugin. Therefore it is absurd 
to write down specific numbers related to savings when using the plugin, however, 
the savings can be measured in order of magnitude of seconds. Whilst writing this 
paper, the plugin has already been downloaded over 1000 times by independent 
developers. 
Key words: conception and implementation of an open-source JavaScript 







V magistrskem delu z naslovom “Zasnova in izdelava odprtokodnega JavaScript 
vtičnika za optimizirano nalaganje in prikaz grafik na spletnih platformah” je bil glavni 
cilj izdelati zmogljiv JavaScript vtičnik za optimizirano nalaganje in prikaz grafik, ki je 
čim bolj enostaven za uporabo in integracijo v katerem koli projektu, ne glede na 
tehnološki profil projekta in stopnjo znanja razvijalca, ki integrira vtičnik v dani projekt.  
V delu so podrobno raziskani in predstavljeni principi delovanja spletnih mest in 
načini optimizacij grafik za prikaz na spletnih platformah.  
Glede na te načine optimizacij grafik smo zasnovali JavaScript vtičnik in ga razdelili 
na dva dela  ̶  del za uporabo v sami fazi priprave kode (ang. buildtime) in del za 
uporabo v fazi uporabe spletne platforme (ang. runtime).  
Za fazo priprave kode smo izdelali dva algoritma  ̶  algoritem, ki analizira grafike, in 
algoritem, ki pripravi nizkokvalitetne različice grafik, ki se lahko uporabijo za 
progresivno nalaganje grafik. 
Za fazo uporabe spletne platforme smo izdelali tri algoritme  ̶  algoritem za 
preverjanje ustreznosti grafik v sami fazi uporabe, ki je namenjen za uporabo 
predvsem v sklopu razvoja in ne na sami produkcijski verziji spletnega portala, 
algoritem za zakasnjeno nalaganje in algoritem za progresivno nalaganje grafik. 
Pri zasnovi vtičnika smo si pomagali tudi s štirimi izdelanimi reprezentativnimi 
uporabniki (personami), na podlagi katerih smo na koncu evalvirali tudi enostavnost 
uporabe vtičnika. 
Za gostovanje izvorne kode vtičnika smo uporabili spletni repozitorij Github, za 
nadzor verzij vtičnika pa programsko orodje Git. Za zagotavljanje skladnosti vtičnika z 
vsemi ostalimi projekti smo se odločili za pisanje izvorne kode vtičnika v TypeScriptu. 
Za čim lažjo integracijo v projekte smo vtičnik objavili v NPM-repozitorij JavaScript 
vtičnikov. Za zagotavljanje čim lažje nadgradnje vtičnika in za zagotovitev popolne 
funkcionalnosti vtičnika smo uvedli strikten pogoj 100 % pokritosti izvorne kode z 
avtomatskimi testi na osnovi ts-jest in Jest odprtokodnih orodij za pisanje avtomatskih 




zagotavljanje konsistentnosti sintakse same izvorne kode in dodaten nadzor pisanja 
izvorne kode smo uporabili odprtokodno orodje tslint in uvedli striktno konfiguracijo 
TypeScripta. Uvedli smo neprekinjeno integracijo med repozitorijem Github in 
repozitorijem NPM z uporabo orodja Travis CI. Za standardizirana sporočila ob 
nalaganju sprememb izvorne kode v repozitorij Github, za avtomatsko generiranje 
sporočil o spremembah ob izdajah novih verzij vtičnika in za avtomatsko semantično 
verzioniranje izvorne kode vtičnika na podlagi standardiziranih sporočil ob nalaganju 
sprememb izvorne kode smo uporabili odprtokodno orodje semantic-release. Za 
proces kompilacije izvorne kode iz TypeScripta v JavaScript in združevanja 
posameznih datotek v eno samo, pomanjšano produkcijsko različico, smo uporabili 
odprtokodno orodje Webpack. Za generacijo nizkokvalitetnih variacij grafik smo 
uporabili odprtokodno orodje Jimp. Uporabili smo še odprtokodno orodje promptly za 
postavljanje vprašanj uporabniku in pridobivanje uporabnikovih odgovorov preko 
ukazne vrstice in odprtokodno orodje rimraf za omogočanje programskega brisanja 
datotek na različnih operacijskih sistemih z istim ukazom.  
Po izdelavi vtičnika, ki smo ga poimenovali OptimusIMG in ki je bil v času pisanja te 
magistrske naloge prenesen že več kot 1000-krat s strani neodvisnih razvijalcev, smo 
vtičnik integrirali na obstoječe spletno mesto z realnimi uporabniki in ga postavili v 
realno okolje. Na spletnem mestu smo nato izvedli testiranje samega vtičnika. 
Testirali smo dodaten čas, potreben za nalaganje vtičnika v primeru nalaganja preko 
dodatne URL-reference na strežnik, kjer je gostovana produkcijska verzija vtičnika, to 
testiranje pa smo izvedli z različnih virtualnih lokacij - iz Slovenije, Virginije v ZDA in  
Singapurja. Testirali smo tudi dodaten čas, potreben za izvajanje algoritmov 
izdelanega vtičnika. Na koncu smo testirali še čas nalaganja dveh primerov spletne 
strani in ga primerjali s časom nalaganja teh dveh primerov spletne strani s testiranji 
pred vdelavo vtičnika. Za testiranje in analiziranje vpliva vtičnika na spletno platformo 
smo uporabili spletni brskalnik Google Chrome. 







Glavni cilji magistrskega dela so bili: 
1) analiza trenutnih spletnih tehnologij in možnosti izrabe le-teh za bolj optimizirano 
nalaganje in prikaz grafik ter na podlagi tega; 
 2) načrtovanje in razvoj zmogljivega odprtokodnega JavaScript vtičnika, ki se 
celovito spopada s problematiko nalaganja in prikaza grafik na spletu, hkrati pa je 
enostaven za uporabo; 
 3) analiza delovanja spletnega mesta pred uporabo JavaScript vtičnika in po njej. 
Cilji so bili doseženi. 
Dejanske številke glede prihranka časa ob uporabi našega vtičnika so precej 
relativne, saj so odvisne od števila, velikosti in od postavitve slik na spletni strani. 
Vseeno pa lahko trdimo, da gre za prihranke v času nalaganja spletne strani, 
merjene v sekundah. Izdelan vtičnik tudi spodbuja razvijalce k uporabi naprednih 
grafičnih HTML-elementov in k pripravi samih grafik za optimalno nalaganje in prikaz 
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SEZNAM OKRAJŠAV IN POSEBNIH SIMBOLOV 
 
CSS - kaskadni slogi (ang. Cascading Style Sheets) 
HTML - hipertekstovni označevalni jezik (ang. Hypertext Markup Language) 
HTTP(s) - hipertekstovni protokol za (varno) prenašanje podatkov (ang. HyperText Transfer 
Protocol (Secure) 






Na spletu so na voljo številni odprtokodni JS-vtičniki za raznorazne optimizacije nalaganja / 
prikaza grafičnih elementov, vendar pa imajo obstoječi vtičniki številne pomanjkljivosti  ̶ 
osredotočajo se le na posamezne aspekte pri nalaganju oz. prikazu grafičnih elementov ali 
pa se osredotočajo le na proces priprave grafik. Običajno so narejeni za uporabo na 
projektih nekih specifičnih tehnoloških okvirov (torej so, zaradi tehnološke raznolikosti 
ekosistemov, v okviru katerih se dandanes razvijajo spletne platforme, za veliko projektov 
povsem neuporabni, saj niso kompatibilni s tehnologijami, uporabljenimi na vseh projektih), 
poleg tega pa ne predlagajo prilagoditev izvorne kode z namenom spodbujanja razvijalcev 
za uporabo bolj primernih HTML-elementov in ne nudijo analiziranja samih grafik, na 
podlagi česar bi lahko razvijalcem predlagali dodatne optimizacije. Obstoječe rešitve torej 
niso zadosti dobro in celovito orodje za spopadanje s problemom optimiziranega nalaganja 
in prikaza grafik na spletnih platformah.  
Ker je na spletnih mestih čas nalaganja spletne strani zelo pomemben tako za uporabnike 
kot tudi za spletne iskalnike in ker ravno grafični elementi močno vplivajo na čas nalaganja 
spletne strani, pa je neko zanesljivo odprtokodno orodje, ki se celovito spopada s to 
problematiko in katerega je moč vključiti v vsak projekt, ne glede na tehnološke specifike 
projekta, zanimiv izziv za razvoj, hkrati pa tudi zelo dobrodošlo. 
 
V magistrskem delu so predstavljene obstoječe spletne tehnologije na področju 
optimiziranja grafik za spletne platforme, na podlagi katerih smo lahko zasnovali in izdelali 
zmogljiv odprtokodni JavaScript (v nadaljnjem besedilu JS) vtičnik za optimizirano 
nalaganje in prikaz grafik na spletnih platformah, ki je enostaven za uporabo in spodbudi 
spletne razvijalce za pripravo bolj optimiziranih grafik. 
Za potrebe načrtovanja in evalviranja enostavnosti uporabe vtičnika smo razvili persone.  
 
Sam vtičnik temelji na globokem razumevanju delovanja spleta kot takega in  tudi na 
globokem poznavanju spletnih tehnologij, zmogljivosti ter omejitev brskalnikov in procesov 




1.1 Opredelitev namena, ciljev in raziskovalnih hipotez 
Poglavitni namen magistrskega dela je zasnova in izdelava enostavnega in zmogljivega 
odprtokodnega JS-vtičnika za celovito optimizirano nalaganje in prikaz grafik na spletnih 
platformah, z uporabo katerega lahko občutno skrajšamo čas nalaganja spletnih platform in 
olajšamo delo razvijalcem spletnih platform. V okviru magistrskega dela bo tudi raziskano, 
kako lahko izrabimo osnovne principe delovanja spletnih mest za boljšo optimizacijo 
nalaganja grafik, katere spletne tehnologije, povezane z optimiziranim nalaganjem in 
prikazom grafik, so v zadostni meri podprte za uporabo in kako zagotoviti kompatibilnost v 
primeru, da neka uporabljena tehnologija ni na voljo pri nekem uporabniku. 
 
Cilji magistrskega dela so: 
- analizirati trenutne spletne tehnologije in možnosti izrabe le-teh za bolj optimizirano 
nalaganje in prikaz grafik; 
- načrtovati in razviti zmogljiv odprtokodni JS-vtičnik, ki se celovito spopada s 
problematiko nalaganja in prikaza grafik na spletu, hkrati pa je enostaven za 
uporabo; 
- analizirati delovanje spletnega mesta pred uporabo JS-vtičnika in po njej. 
 
Glavna raziskovalna hipoteza v magistrskem delu je, da bo uporaba skrbno načrtovanega  
JS-vtičnika občutno skrajšala čas nalaganja spletnih platform, saj se na spletnih platformah 
dandanes uporabljajo številne grafike, ki predstavljajo ogromen delež podatkov ob 
njihovem nalaganju, to pa pomeni, da je na podlagi premišljenih optimizacij pri nalaganju in 




2 TEORETIČNI DEL 
2.1 Princip delovanja spletnih mest 
Brskalniki uporabljajo za komunikacijo s strežniki, ki gostijo spletna mesta, tako imenovani 
HTTP(s) protokol, ki predstavlja podlago za cikel zahtevka in odgovora (ang. Request-
Response cycle). Za dostopanje do nekega dokumenta moramo dokument zahtevati od 
strežnika, na katerem je shranjen, strežnik pa nam, če imamo pravice za dostop do 
dokumenta, odgovori s samim dokumentom (in določenimi metapodatki). Dandanes so 
spletna mesta  tipično sestavljena iz HTML-dokumenta, ki predstavlja neko smiselno, 
logično urejeno reprezentacijo podatkov znotraj HTML-elementov (to so posebni strukturni 
elementi, ki jih lahko brskalniki razberejo in jim pripišejo tudi nek semantičen pomen1), in 
dodatnih datotek (3), kot so: 
- CSS-datoteke, ki omogočajo vizualno ureditev HTML-dokumenta in  
HTML-elementov; 
- JS-datoteke, ki omogočajo naprednejšo interaktivnost HTML-dokumentom; 
- slikovne datoteke; 
- tekstovne datoteke; 
- video datoteke; 
- zvočne datoteke. 
 
Preden lahko neko datoteko preberemo oz. pregledamo, jo moramo torej prejeti. Čas 
odgovora (ang. response time) je odvisen od številnih dejavnikov, na določene imamo vpliv, 
na določene pa ne. Najbolj pomembni dejavniki, ki vplivajo na hitrost nalaganja spletnih 
mest, so (4), (5): 
- obremenjenost strežnika  ̶  glede na njegovo zmogljivost, od tega je odvisno, koliko 
časa bo strežnik imel nek zahtevek v čakalni vrsti, preden ga bo obdelal; 
                                                             
1 Same HTML-datoteke lahko direktno vključujejo tudi CSS-sloge in JS-funkcije, ki so lahko s pomočjo 
atributov omejene na obseg nekega specifičnega HTML-elementa ali pa na obseg nabora HTML-elementov 
oz. celotnega HTML-dokumenta  ̶  CSS-slogi so v tem primeru zapisani znotraj elementa HTMLStyleElement 




- sama fizična lokacija strežnika in odjemalca   ̶  če se uporabnik nahaja npr. v Ljubljani, 
strežnik pa nekje na drugem koncu sveta, recimo v Sydneyu, morajo zahtevki za 
dokumente in sami podatki, ki jih strežniki vračajo, preko internetnega omrežja 
prepotovati ogromno razdaljo in bo čas, ki ga bodo podatki potrebovali za 
premostitev te razdalje, za nekaj redov velikosti večji, kot če se tako uporabnik in 
strežnik nahajata v neposredni bližini (recimo v Ljubljani); 
- število datotek, ki jih spletno mesto potrebuje za delovanje; 
- hitrost internetne povezave; 
- velikost datotek(e). 
 
Različni odjemalci (brskalniki) imajo različne omejitve glede maksimalnega števila 
simultanih povezav z določenim strežnikom. Praviloma imajo starejši brskalniki nižje 
omejitve kot novejši, število simultanih povezav pa se giblje okrog 6 pri večini brskalnikov 
(6). To v praksi pomeni, da lahko naenkrat zahtevamo maksimalno npr. 6 datotek (četudi jih 
za upodabljanje in uporabo določene spletne strani potrebujemo 50) in šele ko v celoti 
sprejmemo eno datoteko in s tem sprostimo eno povezavo, lahko zahtevamo novo 
datoteko. V praksi bo torej brskalnik zahteval najprej npr. 6 datotek od strežnika; ko bo 
dobil odgovor s prvo datoteko, bo zahteval naslednjo datoteko in tako dalje, dokler so 
zahtevki za datoteke v čakalni vrsti. Neka spletna stran bo povsem nared za uporabo šele 
takrat, ko bo brskalnik dobil odgovor glede vseh zahtevanih datotek, zatorej je pomembno, 
da je število zahtevkov za datoteke čim manjše.  
Ko strežnik pošlje odgovor, mora odjemalec ta odgovor prenesti, preden ga lahko uporabi 
za nadaljnjo uporabo. Čas prenosa je odvisen od hitrosti internetne povezave in od velikosti 
datoteke, ki sta obratno sorazmerno povezana  ̶  hitrejša, kot je internetna povezava, krajši 
bo čas prenosa oz. večja, kot je datoteka, višji bo čas prenosa. Hkrati je tudi čas odgovora od 
strežnika odvisen glede na velikost datoteke in na hitrost internetne povezave strežnika. 
 
Takoj je torej jasno, da je optimizacija datotek zelo pomembna za čim bolj tekoče delovanje 
spletnih mest. Datoteke lahko optimiziramo za uporabo na spletu na številne načine, 
posamezne datoteke JS in CSS se tipično združijo v eno datoteko JS oz. eno CSS (proces 
združevanja, ang. concatenating), s čimer se zmanjša število potrebnih dokumentov za 




pomanjšajo in obfuskirajo2, na koncu pa še dodatno kompresirajo z uporabo 
kompresijskega algoritma3 gzip, s čimer se zmanjša število podatkov potrebnih za prenos 
preko internetnega omrežja. Tudi HTML-datoteke se tipično kompresirajo z uporabo 
kompresijskega algoritma gzip. 
Če so pri tekstovnih datotekah zadeve glede optimizacije precej jasne, pa še vedno 
obstajajo določene nejasnosti pri optimizaciji grafik. 
2.2 Optimizacija grafik za prikaz na spletu (8) 
Glede na zgoraj napisano je povsem jasno, kaj je potrebno storiti, da optimiziramo grafike 
za prikaz na spletu  – potrebno je zmanjšati število grafik, ki jih odjemalec zahteva od 
strežnika, in potrebno je zmanjšati količino podatkov, potrebnih za prikaz neke grafike, še 
vedno pa želimo ohraniti čim boljšo kvaliteto grafik, ki se bodo prikazale uporabniku. 
2.2.1 Prilagoditev dimenzij grafik 
Eden izmed najlažjih načinov za zmanjšanje velikosti datotek (v bajtih) je zmanjšanje samih 
dimenzij grafike glede na naše potrebe. Če se bo neka grafika prikazovala le v dimenzijah 
400 x 400 px, je najbolj optimalno to, da je grafika točno v dimenziji 400 x 400 px in ne npr. 
2000 x 2000 px. Za zapis grafike v dimenziji 2000 x 2000 px namreč potrebujemo v teoriji kar 
25-krat več podatkov (kot je razvidno na sliki 1) kot za zapis grafike v dimenziji 400 x 400 px 
pri isti stopnji kompresije (razvidno na sliki 2). V praksi se sicer ta koeficient nekoliko 
razlikuje in je nekoliko manjši, koliko manjši pa je, je odvisno tudi od formata grafike. 
                                                             
2 Proces pomanjšanja (ang. minimization) in obfuskacije (ang. obfuscation) je odstranjevanje vseh presledkov, 
praznih vrstic in znakov, ki niso nujno potrebni za programsko branje datotek, in spreminjanje imen funkcij, 
spremenljivk ipd. iz semantičnih imen, ki jim jih dodelijo razvijalci za lažje branje, pisanje in razumevanje kode 
v čim krajše zapise sestavljene iz čim manj znakov. 
3 kompresijski algoritem gzip je brezizgubni (ang. lossless) kompresijski algoritem, ki ponavljajoče se podatke 
nadomesti z referenco na prvo pojavo nekega sosledja podatkov (če je zapisana referenca manj prostorsko 
potratna od samega zapisanega sosledja podatkov) - princip kompresije LZ77, hkrati pa nadomesti kode od 





Slika 1: Velikost zgornje JPEG-slike dimenzije 2000 x 2000 px (pomanjšane za namene 
prikaza) brez kompresije znaša 3,99 MB. 
 
Slika 2: Velikost zgornje JPEG-slike dimenzije 400 x 400 px brez kompresije znaša 204 KB 





2.2.2 Kompresija z izgubo 
V zvezi z zmanjšanjem velikosti same slikovne datoteke sprva pomislimo na kompresijo z 
izgubo (ang. lossy compression)   ̶  postopek kompresije, pri katerem se izgubi del prvotnih 
podatkov, čeprav datoteka po kompresiji kot celota deluje precej podobno oz. je celo, v 
nekaterih primerih, senzorično (vizualno, s prostim očesom, v primeru slikovnih datotek) ni 
moč ločiti od originala. Kar se tiče kompresije z izgubo pri statičnih grafikah, prednjači  
JPEG-kompresija. JPEG-kompresija izkorišča fizične lastnosti in zmogljivosti človeškega 
očesa  ̶  glede na stopnjo kompresije različno prilagodi luminanco in kromatičnost 
posameznih slikovnih točk v odvisnosti od barvne vrednosti okoliških slikovnih točk z 
uporabo diskretne kosinusne transformacije in na ta način omogoči zapis večjega bloka 
slikovnih točk z manjšo količino podatkov (9). JPEG-format pa je v določenih primerih 
problematičen za uporabo na spletu predvsem zato, ker ne podpira kanala alpha. Če 
potrebujemo kanal alpha (npr. za ikone uporabljene na spletnem mestu) je na prvi pogled 
najbolj smotrno uporabiti npr. PNG-format, ki vsebuje tudi podatke o kanalu alpha – zaradi 
česar pa je velikost datotek praviloma večja od tistih, ki so v JPEG-formatu. Tako s 
formatom PNG kot JPEG lahko upodobimo le statične bitne slike, formata ne omogočata 
vektorskih slik in animacij. 
 
Ista grafika, pripravljena v različnih formatih, dimenzijah in stopnjah kompresije, je lahko v 
določenih pogojih za opazovalca vizualno enaka, vendar pa se lahko velikosti same datoteke 
razlikujejo za nekaj velikostnih redov. Na sliki 3 lahko vidimo primer grafike v PNG-formatu 
v dimenzijah 2000 x 2000 px, katere velikost znaša 6,78 MB. V JPEG-formatu brez 
kompresije velikost iste grafike znaša 3,99 MB, v JPEG-formatu s kompresijo 593 kB, v  
JPEG-formatu obrezane na 400 x 400 px s kompresijo, pa zgolj 36,1 kB  ̶  vizualno pa, če je 





Slika 3: Primer prikaza grafike, kjer se velikost datoteke lahko razlikuje skoraj za faktor 200, 
opazovalec pa ne bo zaznal vizualne razlike.  
 
Ob pravilni pripravi grafike glede na želeni končni prikaz lahko torej močno znižamo velikost 
same datoteke – s 6,78 MB (če po nepotrebnem uporabimo PNG in polno velikost grafike) 
na 36,1 kB ob uporabi primerne stopnje kompresije z izgubo in ob obrezani grafiki na 
končno dimenzijo prikaza, kar je skoraj 200-kratni prihranek na velikosti (v zgornjem 
primeru). Ob upoštevanju povprečne svetovne hitrosti interneta v letu 2018, ki znaša 22,82 
Mbps4 (cca 2,85 MBps5) na mobilnih omrežjih oz. 46,12 Mbps (cca 5,76 MBps) (10)  na fiksnih 
omrežjih, bi na mobilnem omrežju za nalaganje zgornje, neoptimizirane, grafike potrebovali 
prb. 2,38 s (PNG-format) oz. 1,4 s (JPEG-format), za nalaganje optimizirane grafike pa bi 
potrebovali le približno stotinko sekunde.  Na podlagi tega je jasno, da so optimizirane 
grafike zelo pomembne za hitro delujoča spletna mesta. 
2.2.3 Kompresija brez izgube 
Tudi v primeru grafik lahko uporabljamo kompresijo brez izgube (tudi v kombinaciji s 
kompresijo z izgubo) in tudi v primeru grafik je na spletu najbolj razširjen GZIP-kompresijski 
algoritem. Vendar pa je v primeru pravilne priprave grafike (opisane v zgornjem poglavju, 
določena mera kompresije z izgubo in prilagojene dimenzije grafike glede na končno 
                                                             
4 Mbps – Megabitov na sekundo (ang. Mega Bits per second), 1 Mbps znaša 0,125 MBps. 




dimenzijo prikaza) prihranek v velikosti datoteke, v večini primerov, zelo majhen in je 
postopek dekompresije, ki poteka na strani odjemalca, lahko celo bolj zamuden od 
prihranka pri času nalaganja in pošiljanja optimizirane grafike. Ni se torej vedno smotrno 
posluževati uporabe dodatne kompresije brez izgube. 
 
2.2.4 Združevanje in maskiranje slik 
Z uporabo kompresije z izgubo lahko torej zmanjšamo velikost posameznih slikovnih 
datotek, s čimer izpolnimo del pogojev za optimizirane datoteke   ̶   še vedno je namreč 
samo število slikovnih datotek, ki jih potrebujemo za prikaz določene spletne strani, lahko 
zelo veliko. Če potrebujemo za prikaz spletne strani 30 različnih ikon , to zelo hitro pomeni 
30 različnih slikovnih datotek, ki jih je potrebno prenesti, kar ni najbolj optimalno. Ker je 
dandanes potrebno spletna mesta optimizirati za delovanje na različnih napravah z 
različnimi velikostmi zaslonov in različno gostoto slikovnih točk na zaslonu (zasloni Retina 
na iPhonih in iPadih imajo npr. večjo gostoto slikovnih točk kot klasični zasloni), smo hitro 
primorani dodati vsaki slikovni datoteki različne variacije (večja velikost, večja gostota 
slikovnih točk ipd.). Na tak način hitro povečamo število datotek, ki jih je potrebno prenesti, 
in s tem znižamo hitrost delovanja spletnih mest. 
Da se izognemo velikemu številu datotek potrebnih za delovanje spletne strani, lahko 
uporabimo t. i. "CSS Image Sprites" način uporabe slik. V praksi to pomeni, da vse grafike, ki 
spadajo skupaj in tvorijo neko zaključeno celoto (npr. nabor ikon, grafike, prilagojene za 
mobilne naprave itd.), združimo v eno samo sliko (primer lahko vidimo na sliki 4) in nato z 
uporabo CSS-a maskiramo celotno sliko ter prikažemo le želen del slike (glede na podane 
koordinate), ki predstavlja npr. posamezno ikono, kar lahko vidimo na sliki 5. Na ta način se 
sicer celotna velikost te slikovne datoteke malenkostno poveča (v primerjavi z vsoto 
velikosti posameznih slikovnih datotek), vendar pa bistveno znižamo število zahtevkov za 
slikovne datoteke, saj lahko naenkrat prenesemo poljubno število slikovnih datotek.  
Z uporabo JPEG-kompresije lahko torej močno znižamo velikost vseh grafičnih elementov, 
potrebnih za prikaz na spletnem mestu, z uporabo združevanja in maskiranja slik preko 






Slika 4: Primer uporabe CSS Image Sprites za nabor ikon (11)  
 
Slika 5: Primer CSS-kode potrebne za maskiranje, in prikaz posameznih ikon (12) 
 
2.2.5 CSS grafični filtri 
V specifikaciji CSS3 so bili specificirani različni grafični filtri, ki so dandanes podprti v vsakem 
modernem brskalniku in delujejo na podlagi modificiranja barvnih matrik elementov, s 
katerimi lahko nadziramo vrednosti RGB-kanalov in kanal alpha nabora HTML-elementov in 
njihovih potomcev. Ti grafični filtri omogočajo tako točkovne operacije (npr. barvno 
rotiranje okrog osi barvnega stožca, pretvorba v črno-belo itd) kot tudi lokalne (npr. glajenje 
s pomočjo Gaussovega filtra) in morfološke operacije (translacija in transformacija 
elementov). (13) S pomočjo teh grafičnih filtrov lahko drastično spreminjamo vizualno 




CSS-kode celotno spletno mesto pretvorimo v črno-belo različico, v sepia različico, v 
katerokoli monokromatsko različico, zvišamo ali znižamo kontrast vseh elementov, 
zameglimo elemente, sorazmerno linearno spremenimo kromatsko vrednost posameznih 
slikovnih točk z rotiranjem okrog osi barvnega stožca itd. Vse te spremembe lahko omejimo 
na poljuben nabor HTML-elementov (torej lahko spreminjamo npr. le prikaz slik in ostalih 
grafičnih elementov). 
Z uporabo CSS-grafičnih filtrov lahko potencialno zmanjšamo število slikovnih datotek, ki 
jih potrebujemo – npr. namesto več predpripravljenih različic slikovnih datotek različnih 
monokromatskih barv lahko te barvne spremembe dosežemo ob prikazu na spletnem 
mestu kar z uporabo CSS-grafičnih filtrov. Poleg tega lahko CSS-grafične filtre animiramo in 
s tem dosežemo elegantne prehode med različnimi stanji HTML-elementov (npr. elegantna, 
animirana pretvorba slike iz črno-bele v barvno glede na premikanje kurzorja uporabnika). 
Vse to lahko dosežemo brez priprave kakršnihkoli dodatnih grafičnih elementov, s čimer 
prihranimo tako na številu grafičnih elementov, potrebnih za delovanje spletnega mesta, 
kot tudi na skupni velikosti datotek vseh grafičnih elementov, potrebnih za prenos. 
 
2.2.6 Vektorske grafike 
Vse bitne slikovne datoteke imajo enak problem  ̶  težko jih je selektivno manipulirati (npr. v 
primeru, da želimo spremeniti le en delček slike), ali je govora o barvnem manipuliranju ali 
pa o prostorskem (spreminjanje dimenzij, pozicije ipd.). Še večji problem pa je to, da slike 
izgubijo kvaliteto in ostrino v primeru povečevanja datoteke v primerjavi z originalno 
datoteko in da se na zaslonih z višjo gostoto slikovnih točk prikažejo malce razmazano in 
zamegljeno, če niso posebej pripravljene za te zaslone. Zatorej je v primeru serviranja bitnih 
slik navada, da se pripravijo (in po potrebi naložijo na odjemalca) slike v različnih velikostih. 
Določene slikovne datoteke seveda ne morejo biti vektorske (npr. fotografije ipd.), saj bi s 
pretvarjanjem v vektorsko obliko izgubile pomemben del informacij, njihova kreativna vloga 
pa bi se povsem spremenila. Še vedno pa je na spletnih mestih uporabljena zelo velika 
količina bitnih slikovnih elementov, ki bi lahko bili vektorski. Pri teh prednjačijo predvsem 
ikone in raznorazne infografike.  
Poleg skalabilnosti (ter posledično kristalno jasne ločljivosti, ne glede na prikazano velikost 
grafike in na gostoto slikovnih točk zaslona) in enostavnosti modificiranja imajo vektorske 




potrebujemo precej manj podatkov. Vektorska grafika je namreč v osnovi definirana na 
podlagi matematičnih primitivov  ̶  točke, linije, krivulje, ploskve, usmerjenosti. Tako 
potrebujemo npr. za upodobitev kroga le podatek o središču kroga in velikosti radija kroga, 
s čimer dobimo samo podobo kot tako, barvo, obrobe ipd. pa lahko specificiramo kar sami  
znotraj CSS-a, medtem ko bi za bitno upodobitev kroga potrebovali informacijo o barvnih 
vrednostih za vsako slikovno točko znotraj neke slikovne datoteke. Moderni brskalniki imajo 
tudi podporo za branje in upodabljanje vektorskih grafik SVG, kar pomeni, da lahko (glede 
na naše potrebe) samo grafiko zapišemo kar direktno v HTML-dokument in s tem 
popolnoma izničimo potrebo po zahtevkih za slikovne elemente. V primeru, da želimo 
spremeniti le en del vektorske grafike (npr. če želimo spremeniti samo ustnice – velikost in 
barvo – na grafiki s podobo človeka) zapisane v SVG-formatu, lahko to storimo zelo 
enostavno v CSS-dokumentu. Vektorske grafike SVG lahko zapišemo bodisi točno tam, kjer 
jih želimo uporabiti (vrstični zapis kode, viden na sliki 6), bodisi jih zapišemo na enem mestu 
(lahko tudi v eksterni datoteki) in jih nato prikažemo z uporabo reference (vidno na sliki 7) 
ter se na tak način izognemo morebitnemu podvajanju daljše kode (14), (15). 
 
Slika 6: Primer SVG-kode za ikono uporabniškega avatarja (generirana slika vidna na desni) 
 
Slika 7: Primer uporabe reference za prikaz SVG ikone, definirane drugje. 
 
Če lahko s CSS-om spreminjamo barvo, kontrast ipd. celotne bitne grafike naenkrat, lahko 
za vektorsko grafiko s CSS-om selektivno spreminjamo barvo, kontrast, pozicijo, velikost 
itd. posameznih delov vektorske grafike, pri čemer ob nobeni transformaciji ne pride do 
popačenja in izgube kvalitete. Pri vektorski grafiki lahko s pomočjo CSS-a animiramo tudi 
posamezne dele in ne le celotne grafike kot v primeru bitnih grafik. 
Pri pripravljanju vektorskih grafik za upodabljanje na spletu navadno ločimo med: 




b) večbarvnimi vektorskimi grafikami 
2.2.6.1 Enobarvne vektorske grafike 
Najbolj optimalen način za prikaz enobarvnih vektorskih grafik na spletu je združevanje 
vseh tovrstnih grafik v pisavo, pri čemer vsaka grafika ustreza točno določenemu znaku. Na 
ta način se lahko nabor vseh enobarvnih grafik shrani v uporabnikov predpomnilnik, njihovo 
velikost, barvo ipd.  ̶  torej glavne parametre  ̶  pa kontroliramo znotraj CSS-a; sama količina 
podatkov je zelo majhna, nabor vseh grafik pa dobimo z enim samim zahtevkom na 
strežnik. Nabor grafik v obliki pisave se uporablja predvsem za prikaz ikon, saj so tako le-te 
postavljene v neko mrežo, ki je določena v sami pisavi in s tem dobimo poenoteno 
umestitev vseh grafik glede na okoliški prostor.  
Z uporabo enobarvnih vektorskih grafik skozi pisavo se tudi rešimo vseh potencialnih težav 
s kompatibilnostjo različnih brskalnikov, saj je v vseh trenutno aktualnih brskalnikih moč 
določiti neko specifično pisavo – brskalnikom pa je za upodabljanje popolnoma vseeno, če 
se pod nekim znakom skriva zapis neke črke ali pa neka grafična ikona.  
2.2.6.2 Večbarvne vektorske grafike 
Leta 2016 so potrdili industrijski standard za zapis in uporabo večbarvnih pisav, ki so v času 
pisanja tega magistrskega dela delno že podprte in na voljo za uporabo. Pisave, ki 
uporabljajo ta standard, temeljijo na zapisu znakov SVG – in zatorej lahko vsebujejo tudi 
podatke o barvi, ki jih standardni zapisi pisav ne vsebujejo. (16) Vendar pa bo preteklo še kar 
nekaj časa, preden bodo večbarvne pisave podprte pri zadostnem deležu brskalnikov, da bi 
jih lahko razvijalci uporabili za razvoj spletnih mest. Pri uporabnikih spleta je namreč še 
vedno potrebno upoštevati tiste uporabnike, ki si ne posodabljajo svojih brskalnikov (bodisi 
si jih ne morejo, npr. ker nimajo administratorskih pravic na računalniku, kar je zelo pogosto 
na službenih računalnikih, bodisi si jih ne znajo), hkrati pa tudi razvoj samih brskalnikov 
poteka v različnih podjetjih z različno hitrostjo, njihova interpretacija in posledično 
implementacija nekega standarda pa se lahko precej razlikuje. Zaradi teh razlik pri 
implementaciji standardov znotraj različnih brskalnikov pa prihaja do številnih problemov in 
inkonsistenc v zvezi s kompatibilnostjo brskalnikov, ki so praviloma večje ob uporabi 
novejših funkcij in tehnologij. Večbarvnih pisav se zato v temu trenutku še ni smiselno 




Edini način, ki je trenutno zadostno podprt v različnih brskalnikih, da ga lahko uporabljamo 
na javno dostopnih spletnih mestih, je način zapisa večbarvnih vektorskih grafik v  
SVG-formatu kar direktno v HTML-dokumentu ali pa v eksterni datoteki, ki vsebuje 
definicije za vse večbarvne vektorske grafike, ki jih uporabljamo na nekem spletnem mestu. 
 
2.2.7 Napredni grafični HTML-elementi 
Spletne platforme morajo dandanes biti dostopne na različnih napravah  ̶  od mobilnih 
telefonov, tabličnih računalnikov, klasičnih osebnih računalnikov in prenosnih računalnikov, 
do novodobnih pametnih naprav, kot so npr. televizije. Razpon v velikosti zaslona, kjer se bo 
neka spletna platforma prikazala, in razpon v številu slikovnih točk na inč zaslona (ang. Dots 
Per Inch oz. DPI) je torej ogromen. Tega se zavedajo tudi razvijalci brskalnikov in zato so 
spletnim razvijalcem olajšali delo v zvezi z optimizacijo grafik za različne naprave s tem, da 
so razvili napredne grafične HTML-elemente, ki že sami od sebe na podlagi lastnega 
zaznavanja specifik uporabnikovega zaslona in na podlagi “pravil”, ki jih razvijalec specificira 
za prikaz neke slike, izberejo najprimernejšo sliko iz nabora slik, ki ga je spletni razvijalec 
podal, namesto da bi na vseh napravah prikazali isto verzijo slike. 
V praksi to lahko pomeni, da je spletni razvijalec dal brskalniku na izbiro recimo tri različice 
grafik, eno v velikosti 500 px x 500 px, drugo v velikosti 1300 px x 1300 px, tretjo pa v 
velikosti 3000 px x 3000 px, vse v standardni resoluciji za prikaz na spletu 72 DPI. Hkrati je 
brskalniku s pomočjo specifičnih ukazov razvijalec povedal, da se bo ta slika prikazala npr. 
na 100 % širine zaslona, če je zaslon recimo širši od 300 px. 
Ko uporabnik dostopa na spletno stran z neke naprave, lahko brskalnik na podlagi 
informacij, ki jih je razvijalec podal brskalniku (ob uporabi naprednih grafičnih 
HTML-elementov in lastnosti), avtomatsko izbere najprimernejšo različico neke grafike za 
prikaz. Tako bo recimo na prenosnem računalniku z zaslonom Retina (ki ima različno 
gostoto pik od “klasičnega” zaslona) izbral drugo različico grafike za nalaganje (četudi je 
morda fizična velikost okenca brskalnika na obeh zaslonih identična), prav tako bo brskalnik 
zagotovo izbral za prenos in prikaz drugo različico grafike na mobilnem telefonu kot na 
osebnem računalniku itd. 
Brskalnik bo vedno izbral različico grafike, ki je čim manjša (in s tem tudi čim hitrejša za 
prenos), hkrati pa še vedno nudi dovolj veliko resolucijo, da bo upodobitev grafike na dani 




mobilni napravi iz vodoravnega v portretni način oz. obratno), brskalnik sam ponovno 
evalvira ustreznost različice grafike. Če ugotovi, da je sedaj kvaliteta grafike prenizka, naloži 
v ozadju boljšo kvaliteto grafike in jo sam zamenja. Če pa ugotovi, da bi lahko zdaj izbral 
nižjo kvaliteto grafike, a ima že naloženo višjo kvaliteto grafike, potem pa brskalnik še 
naprej uporablja grafike višje kvalitete, saj jo je tako ali tako uporabnik že prenesel in bi bilo 
nalaganje druge različice grafike z nižjo kvaliteto popolnoma nesmotrno.  
2.2.7.1 HTMLPictureElement 
Med takšne naprednejše grafične HTML-elemente lahko umestimo element 
HTMLPictureElement (17), ki mora med potomci imeti en HTMLImageElement, ima pa 
lahko tudi več elementov tipa HTMLSourceElement (18).  
Podpora brskalnikov za element HTMLPictureElement sicer ni 100 %  ̶  element je trenutno 
podprt v skoraj 89 % brskalnikov (19), ker pa mora vključevati element 
HTMLImageElement, ki je podprt v vseh brskalnikih (20), bodo tudi brskalniki, ki ne 
podpirajo elementa HTMLPictureElement, prikazali privzeto nastavljeno različico grafike, ki 
je nastavljena v elementu HTMLImageElement (21). 
Brskalniki, ki podpirajo element HTMLPictureElement, pa bodo evalvirali njegove potomce  ̶ 
elemente HTMLSourceElement in element HTMLImageElement. Skozi obvezni atribut 
“srcset” in opcijski atribut “sizes” lahko razvijalci brskalniku podajo različne podatke o 
grafiki  ̶  v kakšni velikosti pričakuje upodobljeno sliko glede na zaslon uporabnika, katere 
različice grafike so na voljo (npr. za zaslone z višjim DPI) itd. Brskalniki bodo evalvirali vse te 
pogoje in izbrali različico, ki ustreza vsem pogojem oz. najboljši možen približek. V primeru, 
da nobena različica ne ustreza pogojem, pa bodo brskalniki izbrali privzeto nastavljeno 
različico grafike, tj. različico iz elementa HTMLImageElement (21). 
Element HTMLPictureElement lahko torej uporabljamo brez bojazni, da bi bilo delovanje 
spletne platforme v brskalnikih, ki ne podpirajo HTMLPictureElement elementa, kakorkoli 
ogroženo. 
2.2.7.2 HTMLImageElement 
Element HTMLImageElement je sicer najbolj osnoven element za prikaz grafik, ki pa se, 
tako kot vse ostalo na spletu, razvija in nadgrajuje. Z avgustom 2014 je tako W3C-konzorcij 
v HTML-specifikacijo združil specifikacijo razširitve za adaptivne slike, v kateri sta 




element HTMLImageElement postal precej bolj napreden in razvijalci lahko na isti način kot 
na elementu HTMLSourceElement tudi na elementu HTMLImageElement podajo 
brskalnikom dodatne informacije, na podlagi katerih lahko brskalnik izbere najoptimalnejšo 
različico grafike.  
Atributa srcset in sizes sta podprta v malo manj kot 89 % modernih brskalnikov (23)  ̶ 
podpora je torej precej podobna kot za element HTMLPictureElement. V primeru, da 
brskalnik ne podpira teh atributov, jih bo ignoriral in za verzijo slike vzel tisto, ki je 
definirana v obveznem src atributu (24). Tudi te atribute torej lahko uporabljamo brez 
bojazni, da bi naleteli na kakršnekoli nepričakovane težave v brskalnikih, ki ne podpirajo teh 
atributov. 
3 PRAKTIČNI DEL 
3.1 Materiali 
V praktičnemu delu smo zasnovali in izdelali odprtokodni JS-vtičnik za optimizirano 
nalaganje in prikaz grafik na spletnih platformah. Analizirali smo vpliv uporabe takšnega  
JS-vtičnika na spletno platformo  ̶  predvsem na hitrost nalaganja spletne platforme. V 
nadaljevanju so opisani materiali in metode za izvedbo eksperimentalnega dela:  
- program JetBrains WebStorm 2018 za razvoj JS-vtičnika (25), 
- programsko orodje Git za nadzor verzij JS-vtičnika (26), 
- spletni repozitorij Github za gostovanje izvorne kode JS-vtičnika (25,27), 
- NPM repozitorij JS vtičnikov za enostavno integracijo JS-vtičnika v projekte ostalih 
razvijalcev (28), 
- Travis CI za neprekinjeno integracijo (ang. continuous integration) med 
repozitorijem Github in NPM repozitorijem, za izvajanje avtomatskih testov, 
kompilacije izvorne kode v produkcijsko kodo (29), 
- orodje Codecov za nadzor pokritosti izvorne kode z avtomatskimi testi (30), 
- odprtokodno orodje semantic-release za standardizirana sporočila ob nalaganju 
sprememb izvorne kode v repozitorij Github, za avtomatsko generiranje sporočil o 




verzioniranje izvorne kode vtičnika na podlagi standardiziranih sporočil ob nalaganju 
sprememb izvorne kode (31), 
- odprtokodni jezik TypeScript za izdelavo JS-vtičnika, ki se v procesu kompilacije 
izvorne kode avtomatsko prepiše v JS (32), 
- odprtokodno orodje Webpack za proces kompilacije izvorne kode (33), 
- odprtokodno orodje Jest  in njegov derivat ts-jest za izdelavo in izvajanje 
avtomatskih testov (33,34) (33–35), 
- odprtokodno orodje Jimp za generacijo nizkokvalitetnih variacij grafik (36), 
- odprtokodno orodje promptly za postavljanje vprašanj uporabniku in pridobivanje 
uporabnikovih odgovorov preko ukazne vrstice (37), 
- odprtokodno orodje rimraf za omogočanje programskega brisanja datotek na 
različnih operacijskih sistemih z istim ukazom (38), 
- odprtokodno orodje tslint za dodatni nadzor pisanja izvorne kode in zagotovitev 
konsistentnosti sintakse kode (39),  
- spletni brskalnik Google Chrome za analiziranje vpliva vtičnika na spletno platformo 
(40). 
3.2 Metode 
Pri izdelavi magistrskega dela so bile uporabljene naslednje metode: 
- deskripcija teorije, 
- razvoj person, 
- zasnova JS-vtičnika na podlagi person, 
- izdelava JS-vtičnika, 
- uporaba person za evalviranje enostavnosti uporabe, 
- analiza in dedukcija rezultatov uporabe JS-vtičnika. 
 
3.2.1 Persone 
Za razvoj JS-vtičnika in naknadno evalviranje enostavnosti uporabe JS-vtičnika smo določili 
4 persone. Vsaki uporabniški personi smo določili ime, starost, poklic, izkušnje in dodelili 




3.2.1.1 Persona A: Janez 
Starost: 35 
Poklic: razvijalec spletnih mest 
Izkušnje: 14 let profesionalnega razvoja spletnih aplikacij 
Primer uporabe vtičnika: Janez dela na projektu spletnega kazinoja, ki je razvit v okolju 
VueJS. Spletni kazino je poln grafik, saj ima vsaka igra, ki je na voljo na spletnem kazinoju 
svojo grafiko, poleg tega pa je tudi na vsaki strani s podrobnostmi igre na voljo več grafik, ki 
so prikazane v obliki vrtiljaka. V povprečju je za prikaz vsake strani spletnega kazinoja 
potrebnih 50 grafik. Ob navigaciji se strani vidno počasi sestavljajo zaradi premikanja 
elementov, povezanega z nalaganjem velikega števila grafik. Grafike so, z izjemo tistih, ki 
prikazujejo zmagovalce, sicer vektorske, vendar pa so uporabljene v bitnem JPEG-formatu. 
3.2.1.2 Persona B: Sara 
Starost: 22 
Poklic: študentka  
Izkušnje: nekaj spletnih tečajev o razvoju spletnih aplikacij 
Primer uporabe vtičnika: Sara se v prostem času navdušuje nad razvojem spletnih aplikacij 
in je pri tem zelo iznajdljiva. Hkrati zelo veliko potuje in se je zato odločila za razvoj bloga. 
Zaradi enostavnosti uporabe se je odločila za platformo Wordpress. Nabralo se ji je že kar 
nekaj člankov in domača stran, na kateri ima kratek povzetek vsakega članka skupaj s sliko 
članka, je čedalje počasnejša. Ker Sara želi svojim sledilcem pokazati čim lepše slike krajev, 
ki jih je obiskala, jih nalaga v visoki kvaliteti. Na domači strani je tako že 78 slik, na 
posameznem članku pa med 5 in 15 slik. 
3.2.1.3 Persona C: Marko 
Starost: 37 
Poklic: razvijalec spletnih mest  
Izkušnje: 13 let profesionalnega razvoja spletnih aplikacij 
Primer uporabe vtičnika: Marko razvija aplikacijo za zmenkarije v tipičnem okolju Angular 6 
z uporabo TypeScripta. Ker ima projekt zelo restriktivne nastavitve TypeScript, morajo 
imeti vsi vtičniki pravilno izvožene anotacije. Na spletni strani so številne slike uporabnikov 




vrtiljaka. Stran vključuje neskončno drsno paginacijo, kar pomeni, da se lahko v določenih 
primerih po navigaciji naenkrat naloži tudi več tisoč slik. Zaradi tega se elementi na strani 
premikajo po inicialnem nalaganju, hkrati pa lahko traja zelo dolgo, preden se naložijo slike, 
ki so v vidnem polju. Marko že pozna optimizacije za različne naprave in uporablja napredne 
grafične HTML-elemente oz. atribute, vendar stran še vedno deluje počasno. 
3.2.1.4 Persona D: Anja 
Starost: 33 
Poklic: razvijalka spletnih mest  
Izkušnje: 15 let profesionalnega razvoja spletnih aplikacij 
Primer uporabe vtičnika: Anja dela na projektu vzdrževanja spletne trgovine z oblačili. 
Spletna trgovina sloni na skoraj 10 let starem, namensko izdelanem sistemu urejanja 
vsebine v javanskem okolju. Spletna trgovina uporablja knjižnico jQuery. Na strani s 
podrobnostmi izdelka je na voljo v povprečju 5 slik, na strani s seznamom izdelka pa tudi do 
100 slik. Ker projekt temelji na skoraj 10 let starih tehnologijah, v projektu ni moč najti 
uporabe naprednih grafičnih HTML-elementov. 
 
3.2.2 Zasnova JS-vtičnika 
Pri zasnovi JS-vtičnika smo bili posebej pozorni na to, da je JS-vtičnik: 
- enostaven za uporabo, 
- enostaven za nadgrajevanje, 
- konfigurabilen za naprednejše uporabnike, 
- možno hitro integrirati v obstoječe projekte, 
- možno uporabiti v vseh projektih, ne glede na tehnologije, na katerih slonijo projekti, 
- zmogljiv in hitro delujoč, 
- čim manjši po velikosti, 
- sposoben razvijalcem predlagati dodatne izboljšave, ki jih lahko razvijalci naredijo 
sami, za še bolj optimizirano nalaganje in prikaz grafik. 
 
JS-vtičnik smo poimenovali “OptimusIMG” (sestavljenka iz “Optimus”, latinske besede, ki 
pomeni “najboljši” (41) in iz  “IMG”, ki je kapitelna različica HTML-značke za 




Pri izbiri tehnološkega profila same izvorne kode smo si zastavili sledeča vprašanja: 
- kateri tehnološki profil bo omogočal uporabo v vseh projektih, 
- kako omogočati enostavne nadgradnje projekta, 
- kako ohranjati kvaliteto in konsistentnost same izvorne kode glede na 
odprtokodnost (in posledično možnost sodelovanja različnih razvijalcev). 
 
Glede na ta vprašanja smo se odločili za pisanje vtičnika v TypeScriptu, ki je razširitev JS-ja, 
hkrati pa se v procesu kompilacije izvorne kode pretvori v klasičen JS. Na ta način smo 
omogočili uporabo vtičnika za številne novodobne projekte, ki uporabljajo TypeScript, 
hkrati pa lahko vtičnik uporabljajo tudi vsi ostali projekti, kjer se TypeScript ne uporablja. 
Za to, da omogočimo enostavne nadgradnje projekta, smo uveljavili striktno zahtevo po  
100 % pokritosti izvorne kode z avtomatskimi testi. S tem se zavarujemo pred 
spremembami, ki bi morebiti nehote uničile kakršnokoli obstoječo funkcionalnost. V 
primeru, da pride do spremembe, ki za sabo potegne tudi spremembe v obstoječi 
funkcionalnosti, pa si na podlagi avtomatskih testov (določeni bodo v tem primeru 
neuspešni) lažje oblikujemo mnenje o resnosti spremembe in na ta način lažje sledimo 
principu semantičnega verzioniranja vtičnika. 
Za semantično verzioniranje vtičnika smo se odločili zato, ker je to najboljši način za 
zagotovitev enostavnih nadgradenj s strani končnih uporabnikov, ker omogoča enostaven 
pregled sprememb in nenazadnje ker NPM-ekosistem zahteva semantično verzioniranje. 
Za ohranjanje kvalitete in konsistentnosti same izvorne kode pa smo se odločili za striktno 
uveljavljanje številnih sintaktičnih pravil in striktno uveljavljanje anotacij spremenljivk oz. 
konstant.  
 
Ko smo določili tehnološki profil JS-vtičnika, smo se osredotočili na samo funkcionalnost 
vtičnika. JS-vtičnik smo že v začetku razdelili na dva dela   ̶   del za uporabo v sami fazi 





3.2.2.1 Faza priprave kode 
Za fazo priprave kode smo izdelali dva algoritma  ̶  algoritem, ki analizira grafike, in 
algoritem, ki pripravi nizkokvalitetne različice grafik, ki se lahko uporabijo za progresivno 
nalaganje grafik. 
 
Algoritem, ki analizira grafike, najprej pogleda stopnjo kompresije grafike. Pri tem upošteva 
dimenzije grafike in velikost grafike v bajtih. Če zazna, da ima grafika nizko ali srednjo 
stopnjo kompresije, opozori uporabnika, da lahko grafiko dodatno kompresira. 
V primeru, da je kompresija grafike ustrezna, pa algoritem nadaljuje in podrobno pregleda 
barvno vsebino grafike. 
Pri pregledu barvne vsebine grafike algoritem najprej poviša kontrast grafike, da se na ta 
način znebimo dodatnih barvnih odtenkov, ki so nastali kot posledica glajenja robov znotraj 
grafike. Nato algoritem skenira barvne vrednosti vsake slikovne pike, njegove  
RGBA-vrednosti uporabi za pretvorbo v barvni prostor Lab (preko pretvorbe iz RGBA v RGB, 
pri čemer za barvo ozadja uporabi referenčno belo točko z RGB-vrednostmi 255, 255, 255, 
ter preko pretvorbe iz RGB v XYZ barvni prostor , pri čemer za referenčno osvetlitev uporabi 
D65/2°, in na koncu še iz XYZ v Lab barvni prostor, ponovno ob referenčni osvetlitvi D65/2°) 
in primerja barvno razliko, izračunano po funkciji dE766: 
 
z barvnimi vrednostmi že skeniranih slikovnih pik (42).  
Če zazna majhno število unikatnih barvnih odtenkov (pri čemer za unikatne barvne odtenke 
smatra barvne odtenke, pri katerih je ΔE < 3 (43)), uporabnika algoritem opozori, da je 
grafika primerna za konverzijo v SVG-format. 
 
Algoritem, ki pripravi nizkokvalitetne različice grafik, pa za vse grafike znotraj direktorija, ki 
ga poda uporabnik, ki še nimajo pripravljenih nizkokvalitetnih različic, pripravi 
nizkokvalitetne različice. Algoritem grafike (npr. grafiko na sliki 8) pomanjša na 4 % prvotne 
površine, s čimer se močno zniža tudi število bajtov, potrebnih za nalaganje grafike, s 
pomočjo lokalne operacije glajenja pa poskrbi, da bo grafika v brskalniku (ko bo povečana 
                                                             
6 Izračun po formuli dE76 je za naše potrebe dovolj natančen, saj na podlagi izračuna le predlagamo, kaj lahko 




na velikost, ki jo zahteva neka specifična umestitev) še vedno dovolj kvalitetna, da lahko 
služi kot provizoričen okvir, kjer se bo nato pojavila izvorna, kvalitetna različica grafike. 
Primer generirane nizkokvalitetne različice lahko vidimo na sliki 9. 
 
Slika 8: Velikost zgornje JPEG-slike dimenzije 4925 x 3283 px znaša 10,3 MB (44). 
 
Slika 9: Velikost zgornje JPEG-slike dimenzije 985 x 657 px znaša 34 kB. Slika je bila 
generirana z našim algoritmom za pripravo nizkokvalitetne različice primera na sliki 8 in je, 




3.2.2.2 Faza uporabe spletne platforme 
Za fazo uporabe spletne platforme smo izdelali tri algoritme  ̶  algoritem za preverjanje 
ustreznosti grafik v sami fazi uporabe, ki je namenjen za uporabo predvsem v sklopu razvoja 
in ne na sami produkcijski verziji spletnega portala, algoritem za zakasnjeno nalaganje in 
algoritem za progresivno nalaganje grafik. 
 
Algoritem za preverjanje ustreznosti grafik preveri: 
- če je grafika prikazana s pomočjo naprednih grafičnih HTML-elementov, 
- če imajo napredni grafični elementi ustrezne atribute (atributa “srcset” in “sizes”), 
- če imajo atributi pravilne vrednosti (preveri njihov format in ali imajo atributi ukaze 
za več kot eno velikost grafike) 
 
Algoritem opozori razvijalca z izpisom opozorila v razvojno konzolo v primeru, da grafika ne 
prestane nekega testa, kjer mu pojasni težavo in predlaga rešitev. 
V primeru, da grafika uspešno prestane vse teste, algoritem preveri še prikazano velikost 
grafike v brskalniku glede na njeno naravno velikost. V primeru, da algoritem zazna občutno 
odstopanje med naravno velikostjo grafike in med prikazano velikostjo grafike, opozori 
razvijalca z izpisom opozorila v razvojno konzolo in mu predlaga rešitev. Algoritem tudi 
izpiše predvideni relativni prihranek pri času nalaganja grafike v primeru, da je grafika v 
naravni velikosti občutno večja od grafike na zaslonu. 
 
Algoritem za zakasnjeno nalaganje poskrbi za to, da se grafike na spletni platformi ne 
naložijo vse naenkrat, temveč da se naložijo le tiste grafike, ki so potrebne.  
Algoritem analizira trenutno spletno stran in ugotovi, kje se uporabnik nahaja tik po tem, ko 
se spletna stran naloži. Na podlagi tega začne nalagati le grafike, ki so znotraj okvira 
uporabnikovega vidnega polja, in tiste grafike, ki se nahajajo tik izven uporabnikovega 
vidnega polja. V primeru, da so določene grafike prikazane v obliki vrtiljaka, naloži algoritem 
le prvo grafiko, naslednje grafike pa naloži tik preden so potrebne (npr. v primeru 
avtomatskega nalaganja grafik glede na časovni interval začne algoritem nalagati naslednjo 
grafiko s takim zamikom, da bo pravočasno naložena, ko bo zahtevan prikaz grafike, v 
primeru, da lahko uporabnik sam zahteva prikaz druge grafike v vrtiljaku, npr. s klikom na 




to grafiko, če ni že naložena, takoj ko zazna namero uporabnika, da bo zahteval prikaz neke 
druge grafike). Ko se uporabnik z drsenjem premika po strani, algoritem konstantno 
evalvira, katere grafike so blizu uporabnikovega vidnega polja, in jih začne nalagati takoj, ko 
se dovolj približajo vidnemu polju uporabnika. Ko algoritem naloži neko grafiko, pa takoj 
začne izvajati tudi algoritem za progresivno nalaganje grafike. 
 
Algoritem za progresivno nalaganje grafik preveri vse grafike, ki uporabljajo nizkokvalitetne 
različice grafik, generirane z algoritmom za pripravo nizkokvalitetnih različic grafike v fazi 
priprave kode, in tiste grafike, ki jim je razvijalec preko specifičnih atributov dodelil 
morebitne druge nizkokvalitetne različice. Algoritem nato vzame vse te grafike, ki še nimajo 
naložene visokokvalitetne različice, in v ozadju začne nalagati njihovo visokokvalitetno 
različico. 
Takoj, ko se v ozadju naloži visokokvalitetna različica grafike, algoritem visokokvalitetno 
različico grafiko zgladi z uporabo CSS-grafičnih filtrov na tak način, da bo grafika podobna 
nizkokvalitetni grafiki, nato pa ponovno z uporabo CSS-grafičnih filtrov animira in skrije 
nizkokvalitetno različico, istočasno pa prikaže visokokvalitetno različico in animirano 
odstrani efekt glajenja. Ko se animacije zaključijo pa algoritem odstrani nizko-kvalitetno 
različico grafike iz dokumenta. Algoritem torej z uporabo CSS-grafičnih filtrov in  
CSS-animacij izvede eleganten, zvezen prehod ob zamenjavi nizkokvalitetne različice 
grafike v visokokvalitetno različico grafike in na tak način zagotovi, da sam proces 




4 REZULTATI IN RAZPRAVA 
Rezultat tega magistrskega dela je odprtokodni JS vtičnik OptimusIMG, ki je bil v času 
pisanja tega magistrskega dela prenesen že več kot 1000-krat (45), pri čemer vtičnik ni bil 
nikjer oglaševan ali javno izpostavljen. Vtičnik je bil samo dodan na razpolago na  
NPM-repozitoriju, kjer je že objavljenih preko 880.000 drugih JS-vtičnikov (46). 
 
Za evalviranje koristnosti vtičnika za končnega uporabnika moramo v prvi fazi upoštevati 
dodaten čas, potreben za nalaganje, in tudi čas, potreben za izvedbo kode samega vtičnika, 
nato pa evalvirati prihranek časa, ki ga uporaba vtičnika prinese, s tem pa lahko potrdimo ali 
ovržemo našo glavno hipotezo. Nato pa lahko na podlagi razvitih person še evalviramo 
enostavnost uporabe vtičnika za razvijalce.  
4.1 Trajanje nalaganja kode vtičnika 
OptimusIMG je v svoji produkcijski, pomanjšani različici z uporabo GZIP-algoritma velik v 
času pisanja tega magistrskega dela le 3,6 KB. (47) 
V primeru dodajanja vtičnika OptimusIMG na spletno platformo z uporabo  
NPM-repozitorija (kar je ustaljena praksa) se bo koda vtičnika tipično združila v eno samo 
datoteko skupaj z ostalo JS-kodo, ki jo neka spletna platforma uporablja. V tem primeru bo, 
ob upoštevanju povprečne hitrosti interneta v letu 2018 na mobilnem omrežju, uporabnik na 
mobilni napravi potreboval približno tisočinko dlje za nalaganje kode, ki vključuje vtičnik 
OptimusIMG, kot bi potreboval, če koda ne bi vključevala vtičnika. 
 
Druga izmed glavnih predvidenih možnosti dodajanja vtičnika OptimusIMG na spletno 
platfromo je vključevanje reference z URL-jem, na katerem je produkcijska verzija 
OptimusIMG javno objavljena. V primeru dodajanja vtičnika na spletno platformo preko 
tega načina pa je delta časa, potrebnega za nalaganje vtičnika, različna glede na lokacijo 
končnega uporabnika in zasedenost strežnika, na katerem je OptimusIMG na voljo, in bo, 
kot lahko vidimo na sliki 10, precej bolj variirala kot v primeru združevanja kode iz vtičnika 
OptimusIMG skupaj z ostalo JS-kodo, ki jo neka spletna platforma uporablja. V primeru 




potreboval 33 ms, uporabnik iz Virginije, ZDA 148 ms, uporabnik iz Singapurja pa 264 ms7. 
Prikaz rezultatov testiranj je viden na sliki 10. Glede na razlike, ki so, kot vidimo, skoraj 
izključno zaradi fizične oddaljenosti uporabnika do strežnika, ki gosti JS-datoteko, lahko 
sklepamo, da se strežnik nahaja nekje v Evropi in bi lahko celo približno triangulirali lokacijo 
strežnika. Ta opcija dodajanja vtičnika je torej performančno gledano slabša, kot če bi  
JS-kodo vtičnika združili z ostalo JS-kodo, ki jo uporablja spletna platforma. 
 
Slika 10: Čas nalaganja vtičnika OptimusIMG glede na lokacijo končnega uporabnika v 
primeru dodajanja vtičnika preko reference na URL 
 
Pri samem nalaganju vtičnika na spletni platformi je potrebno omeniti, da brskalniki sami od 
sebe po privzetih nastavitvah lokalno shranijo datoteke, referencirane v HTML-dokumentih, 
za toliko časa, kolikor ga je razvijalec specificiral na neki datoteki. Zato bo uporabnik s 
strežnika prenesel datoteko le ob prvem dostopu na spletno stran, kjer je neka datoteka 
referencirana, ob naslednjih dostopih pa bo datoteko (če se določeni metapodatki ujemajo) 
brskalnik potegnil iz lastnega spomina, kar pomeni, da bo do datoteke lahko dostopal takoj. 
                                                             
7 Za namen testiranja smo hitrost internetne povezave omejili na povprečno hitrost internetne povezave na 




4.2 Trajanje izvajanja algoritmov 
Naslednja pomembna točka pri evalviranju koristnosti vtičnika je trajanje izvajanja 
algoritmov v našemu vtičniku. Tako lahko izmerimo performančnost vtičnika   ̶  kako hitro 
izvede algoritme, ki so spisani  ̶  saj tudi to vpliva na koristnost uporabe vtičnika. Brskalniki 
namreč za čas izvajanja JS-kode prekinejo številne druge operacije   ̶  v primeru, da koda 
zaide v neskončno, neprekinjeno zanko, lahko recimo povzročimo popolno neodzivnost 
brskalnika  ̶  zato je poleg same velikosti JS-skripte pomemben tudi čas izvajanja JS-skripte. 
 
Kot lahko vidimo na sliki 11, ki prikazuje časovno potratnost raznoraznih JS-skript, 
grupiranih po domeni, so bili algoritmi našega vtičnika OptimusIMG izvedeni (v tem 
poskusu) v roku 5,1 ms, kar je znašalo na primeru spletne strani (ki je dokaj povprečna, kar 
se tiče zahtevnosti in trajanja izvajanja JS-funkcij ob nalaganju spletne strani) 0,5 % vsega 
časa, porabljenega za izvajanje JS-kode. Povprečen čas izvajanja algoritmov vtičnika 
OptimusIMG pa je bil, po naših testiranjih 5,2 ms, kot je jasno tudi iz podatkov na sliki 12. 
 
Čas izvajanja algoritmov je sicer odvisen tudi od programske in strojne opreme končnega 
uporabnika, zato je docela nemogoče govoriti o absolutni povprečni vrednosti trajanja 
izvajanja algoritmov našega JS-vtičnika, vendar pa lahko iz pridobljenih vrednosti pridobimo 
vsaj okvirno relativno zahtevnost izvajanja algoritmov in na podlagi tega približno ocenimo 
relativen čas izvajanja algoritmov v odnosu na izvajanje ostalih JS-algoritmov na neki 
povprečni spletni platformi. Zatorej je tukaj podatek o povprečnemu času izvajanja 5,2 ms 
bolj za občutek o velikostnem redu. Hkrati se tudi na podatek, da gre za prb. 0,5 % več časa 
porabljenega za izvajanje JS-kode, ne moremo preveč zanašati, saj je ta relativna vrednost 
odvisna od programske opreme, uporabljene za dostopanje do spletne platforme, in od 
strojne opreme uporabnika ter od količine in zahtevnosti JS-kode, ki se mora izvesti 
neodvisno od našega vtičnika na neki spletni platformi. Vseeno pa lahko, glede na naše 
podatke, trdimo, da je pri povprečnem uporabniku govora o dodatni porabi časa za izvajanje 











Slika 12: Čas izvajanja algoritmov vtičnika OptimusIMG  
 
Glede na do sedaj izmerjene vrednosti bo torej dodatni čas potreben za nalaganje in 
izvajanje JS-vtičnika v najslabšem primeru (če je vtičnik vključen na spletno stran preko 
reference z zgoraj omenjenim URL-jem, če ima končni uporabnik precej zastarelo 
programsko opremo za dostopanje do spletne platforme, precej zastarelo strojno opremo in 
če se uporabnik nahaja na drugem koncu sveta od strežnika, ki gosti JS-vtičnik) cca 300 ms, 
v najboljšemu primeru pa cca 6 ms (če je koda JS-vtičnika združena v eni datoteki z ostalo  
JS-kodo spletne platforme, če uporabnik uporablja povprečno zmogljivo strojno opremo in 
posodobljeno programsko opremo za dostopanje do spletne platforme). 
 
Prednost uporabe JS-vtičnika za končnega uporabnika, torej količina skrajšanega časa 
nalaganja katerekoli spletne strani na račun optimiziranega nalaganja in prikaza grafik, 
mora biti večja od, v najslabšem primeru, 300 ms, da bo vtičnik smiselno uporabljati na 





4.3 Čas nalaganja spletne strani ob prisotnosti vtičnika OptimusIMG  
Za namen testiranja prihranka časa nalaganja spletne strani smo uporabili realno spletno 
platformo za iskanje ugodnih potovanj, ki jo uporabljajo predvsem uporabniki srednje 
Evrope, saj lahko le na dejanskih primerih uporabe realno ocenimo prihranek ob uporabi  
JS-vtičnika. 
Čas nalaganja spletne strani smo merili na dveh primerih, in sicer na domači strani spletne 
platforme in na strani s seznamom člankov spletne platforme. Tam smo izmerili čas 
nalaganja spletne strani v primeru, da je vtičnik OptimusIMG vključen in dodan na spletno 
stran preko URL-reference, ter izmerjene vrednosti časa nalaganja primerjali z referenčnimi 
vrednostmi  ̶  tj. ista spletna stran, na kateri ni dodan vtičnik OptimusIMG. Pri testiranjih 
smo za namen konsistentnosti znova omejili hitrost internetne povezave na povprečno 
hitrost internetne povezave na mobilnih omrežjih v letu 2018 in simulirali uporabo mobilne 
naprave. Testiranje je simuliralo uporabo mobilnih naprav na mobilnih omrežjih zato, ker 
več kot 80 % uporabnikov dotične spletne platforme, na kateri smo testirali dostopa na 
spletno platformo preko mobilne naprave, in ker so na mobilnih napravah zaradi nižjih 
zmogljivosti naprav in omrežja razlike bolj izrazite. 
Kar se tiče grafik, domača stran vključuje 5 grafik, prikazanih na način vrtiljaka, stran s 
seznamom člankov pa 50 grafik  ̶  po ena grafika za vsak članek. 
Kot lahko razberemo iz podatkov na sliki 13, je povprečni čas nalaganja domače strani  
spletne platforme ob prisotnosti vtičnika OptimusIMG 1215 ms, povprečni čas nalaganja 
strani s seznamom člankov spletne platforme ob prisotnosti vtičnika OptimusIMG pa 3385 
ms. Glede na to, da je količina podatkov in zahtevkov na domači stran dejansko večja  ̶  meri 
namreč 1,1 MB, na njej pa se proži 51 zahtevkov za druge dokumente, medtem ko meri 
stran s seznamom člankov 867 KB in ima 38 zahtevkov  ̶  lahko rečemo, da je čas nalaganja 
strani s seznamom člankov višji od domače strani predvsem na račun izvajanja kode na 










4.4 Čas nalaganja spletne strani brez prisotnosti vtičnika OptimusIMG  
Kot je vidno na sliki 14, pa je povprečni čas nalaganja tako domače strani spletne platforme 
kot tudi strani s seznamom člankov občutno višji ob testiranju platforme brez uporabe 
vtičnika OptimusIMG. Razlika tako v absolutni razliki  časa kot tudi v relativni razliki časa 
nalaganja spletne strani je, pričakovano, občutno višja na strani s seznamom člankov, saj je 
število grafik na strani s seznamom člankov 10-krat večje od števila grafik na domači strani 
in predstavlja ogromen delež podatkov, ki jih mora uporabnik naložiti. Količina podatkov se 
tako na domači strani poveča z 1,1 MB na 2,3 MB, število zahtevkov pa z 51 na 55, na strani s 
seznamom člankov pa se število zahtevkov poveča z 38 na 84, količina podatkov pa z 867 KB 
na 7,6 MB. Povprečen čas nalaganja domače strani brez uporabe vtičnika OptimusIMG se je 
dvignil z 1215 ms na 2087 ms, strani s seznamom člankov pa s 3385 ms na 9759 ms. 
 
Slika 14: Čas nalaganja spletne strani brez prisotnosti vtičnika OptimusIMG  
 
Kot lahko deduciramo iz zgornjih podatkov, bo prihranek časa nalaganja spletne strani ob 
uporabi vtičnika seveda variiral glede na primer uporabe in glede na samo stran, kjer se bo 
vtičnik uporabljal. Zato je nesmiselno govoriti o absolutnih številkah, ki jih prihranimo 




za nalaganje spletne strani, bodisi v primeru števila zahtevkov, potrebnega za nalaganje 
spletne strani) ob uporabi našega vtičnika. Kot vidimo, pa je jasno, da je prihranek pri vseh 
zgoraj omenjenih kriterijih v tesni sorazmerni korelaciji s številom grafik na spletni strani. 
Prihranek in s tem tudi uporabnost samega vtičnika se torej povečujeta s številom grafik. 
4.5 Evalvacija enostavnosti uporabe vtičnika glede na persone 
Za evalvacijo enostavnosti uporabe vtičnika za različne projekte lahko uporabimo prej 
razvite fiktivne persone in evalviramo korake, potrebne za integracijo vtičnika v njihove 
fiktivne projekte. Ker so naši algoritmi v fazi uporabe spletne platforme brez kakršnihkoli 
odvisnosti na specifična okolja, bodo vse persone lahko uporabljale naš vtičnik. 
 
Samo usposabljanje delovanja JS-vtičnika po vključitvi vtičnika v projekt (bodisi preko  
NPM-repozitorija oz. Git sub-modulov in združevanja kode z JS-kodo same spletne 
platforme v fazi kompilacije produkcijske JS-kode spletne platforme, bodisi preko URL-ja z 
referenco na produkcijsko kodo vtičnika) pa je sila enostavno  ̶  vse, kar je potrebno narediti, 
je to, da se “src” oz. “srcset” atribut na elementih tipa HTMLImageElement oz. 
HTMLSourceElement preimenuje v “data-optimus-lazy-src” oz. “data-optimus-lazy-srcset” 
ter da se elementom tipa HTMLImageElement doda “class” atribut z vrednostjo 
“optimusIMG” (privzeta vrednost, ki pa je konfigurabilna). V primeru uporabe 
nizkokvalitetnih verzij grafik za progresivno nalaganje, ki niso bile generirane z našim 
vtičnikom, mora uporabnik zgoraj omenjenim elementom dodati še atributa “data-optimus-
high-res-src” oz. “data-optimus-high-res-srcset”. V primeru prikaza grafik v načinu vrtiljaka 
je potrebno dodati okvirnemu elementu vrtiljaka atribut “class” z vrednostjo “optimusIMG-
carousel” (privzeta vrednost, ki pa je konfigurabilna) vsem gumbom, ki po kliku sprožijo 
prikaz druge slike pa atributa “class” z vrednostjo “optimusIMG-carousel--toggle-btn” 
(privzeta vrednost, ki pa je konfigurabilna) ter atribut “data-optimus-img-index”, ki sprejme 
vrednosti “next”, “previous” ali pa indeksirano zaporedno številko slike. V primeru, da se 
slike vrtiljaka avtomatsko spreminjajo na nek časovni interval, pa je potrebno dodati 
okvirnemu elementu vrtiljaka še atribut “data-optimus-interval” ter vrednost intervala v ms.   
Na koncu je treba še na neki točki (vezani na stanje komponente ali na stanje dokumenta) 
poklicati izvajanje naših algoritmov s klicem “OptimusIMG.LazyLoad();” (kot opcijski 




katerega se bosta avtomatsko izvedla algoritma za zakasnjeno nalaganje grafik in, po 
potrebi, še algoritem za progresivno nalaganje grafik. 
Celotna navodila za integracijo v projekt so v angleščini na voljo tudi na domači strani 
repozitorija vmesnika Github (27). 
 
4.5.1 Persona A: Janez 
Glede na to, da je Janez izkušen razvijalec spletnih mest, bo na podlagi dokumentacije 
vtičnika zelo hitro integriral OptimusIMG v projekt spletnega kazinoja. Ker je projekt razvit v 
VueJS-u, bo Janez dodal kodo iz vtičnika preko NPM-repozitorija, koda pa se bo združila z 
ostalo izvorno kodo spletnega kazinoja. 
Ko bo Janez pognal algoritem za analiziranje grafik znotraj faze priprave kode, mu bo 
algoritem svetoval konverzijo JPEG-vektorskih grafik v SVG-format. V primeru, da se bo 
Janez odločil ukrepati glede na opozorila, bo naročil oblikovalcem pripravo oz. izvoz 
vektorskih grafik v SVG-formatu, ki ga bo nato uporabljal namesto različnih različic bitnih 
reprezentacij vektorskih grafik za različne zaslone končnega uporabnika.  
Ker ima Janez popolno kontrolo nad celotno spletno platformo in želi najbolj optimalno 
nalaganje in prikaz grafik, bo uporabljal tako zakasnjeno kot tudi progresivno nalaganje 
grafik. Za preostale (bitne) grafike bo Janez pognal algoritem za izdelavo nizkokvalitetnih 
različic grafik ter z uporabo enostavnega ukaza “poišči in zamenjaj”, ki je na voljo v vseh 
modernih urejevalnikih kode, izvorno kodo prilagodil tako, da bo imela potrebne atribute za 
izvajanje vtičnika OptimusIMG. Janez bo, kot izkušen razvijalec, tudi zagotovil, da se bo 
algoritem za izdelavo nizkokvalitetnih različic grafik avtomatsko izvajal ob kompilaciji 
izvorne kode v produkcijsko kodo in s tem eliminiral možnost človeških napak ter s tem 
zagotovil, da bodo nizkokvalitetne različice grafik uporabljene za progresivno nalaganje 
grafik vedno na voljo. 
Janez bo tudi v procesu razvoja uporabljal algoritem za preverjanje ustreznosti grafik in na 






4.5.2 Persona B: Sara 
Sara ima zelo malo izkušenj pri spletnem razvoju, poleg tega pa uporablja platformo 
Wordpress, ki je sicer enostavna za uporabo, vendar je hkrati (za neizkušene) zahtevna za 
napredno urejanje. Ker je Sara zelo iznajdljiva, bo navkljub pomanjkanju resnih izkušenj pri 
spletnem razvoju hitro ugotovila, kje se lahko modificirajo izvorne datoteke teme, na kateri 
sloni njen blog Wordpress. Ker ne uporablja NPM-repozitorija, bo izvorno kodo vtičnika 
dodala preko URL-reference na najnovejšo verzijo, saj želi nove posodobitve vtičnika brez 
dodatnega dela na njeni strani. Sara se pri tem zaradi pomanjkanja izkušenj sicer ne zaveda, 
da lahko pride pri razvoju vtičnika OptimusIMG kadarkoli do spremembe, ki ni kompatibilna 
s prejšnjimi verzijami in ki zahteva dodatne spremembe na spletni platformi, ki uporablja 
OptimusIMG. Zatorej se z dodajanjem vtičnika na tak način Sara nevede izpostavi možnosti, 
da se v nekemu trenutku grafike več ne bodo nalagale na njeni strani.  
Sara (zaradi pomanjkanja izkušenj in delne zaklenjenosti tem platforme Wordpress) nima 
popolne kontrole nad svojim blogom in zatorej ne bo uporabljala algoritma za progresivno 
nalaganje grafik, saj le-ta zahteva generacijo nizkokvalitetnih različic grafik, ki jih Sara v 
temu trenutku še ni sposobna zagotoviti. Sara pa bo vseeno sposobna modificirati izvorne 
datoteke teme Wordpress, ki jo uporablja do te mere, da bo lahko uporabljala algoritem za 
zakasnjeno nalaganje grafik, ki predstavlja največji vir prihranka časa pri nalaganju grafik na 
dani spletni platformi. 
 
4.5.3 Persona C: Marko 
Marko je v podobni situaciji kot Janez  ̶  je izkušen programer, ki je sposoben zelo hitro 
integrirati vtičnik v svojo spletno platformo. Vtičnik bo integriral preko NPM-repozitorija, 
ima popolno kontrolo nad svojo spletno stranjo in zatorej lahko izrabi poln potencial našega 
vtičnika  ̶  v fazi uporabe spletne platforme bo uporabljal tako algoritem za zakasnjeno 
nalaganje grafik kot tudi algoritem za progresivno nalaganje grafik. V procesu razvoja pa bo 
(za vsak slučaj, četudi že uporablja napredne grafične HTML-elemente) uporabljal tudi 
algoritem za analiziranje grafik. V fazi priprave kode bo, tako kot Janez, uporabljal 
algoritem za izdelavo nizkokvalitetnih različic grafik in tudi algoritem za analiziranje grafik. 
Tudi Marko bo avtomatiziral izvajanje algoritmov. 
Marko pa je zaradi razvoja projekta v TypeScriptu (in zelo restriktivnih nastavitev 




OptimusIMG spisana v TypeScriptu, pa Marko z integracijo vtičnika ne bo imel nobenih 
težav, hkrati pa bo integracija našega vtičnika zaradi prednosti pri uporabi TypeScripta 
veliko bolj enostavna, napake (npr. morebitni tiskarski škrati) na Markovi strani pa se bodo 
avtomatsko zaznale že v procesu razvoja.  
 
4.5.4 Persona D: Anja 
Anja je, podobno kot Janez in Marko, zelo izkušena razvijalka spletnih mest, vendar pa dela 
na precej zastarelem projektu. Glede na tehnološki profil njenega projekta je najbolj 
verjetno, da bo vključila OptimusIMG preko reference na URL, preko Git sub-modula, ali pa 
z ročnim kopiranjem kode med ostalo JS-kodo na projektu.  
Zelo verjetno je, da Anja ne bo uporabljala algoritmov v fazi priprave kode, temveč bo 
uporabljala le algoritme v fazi uporabe spletne platforme. Četudi ima nadzor nad celotno 
izvorno kodo spletne trgovine z oblačili pa, zaradi uporabe starih tehnologij, ki so pogosto 
težko nadgradljive oz. časovno potratne za nadgrajevanje, ne bo uporabljala algoritmov za 
progresivno nalaganje grafik.  
V fazi razvoja bo Anja, kot izkušena razvijalka, gotovo preizkusila algoritem za preverjanje 
ustreznosti grafik (če ne drugega zaradi profesionalne radovednosti), vendar pa bo, kot je 
navada na delu pri vzdrževanju starejših projektih, nasvete za izboljšanje nalaganja in 
prikaza grafik z uporabo naprednih grafičnih HTML-elementov ignorirala, saj je pri 
vzdrževanju starejših projektov čas, namenjen vzdrževanju oz. razvoju, kritičnega pomena, 
uporaba naprednih grafičnih HTML-elementov pa bi zahtevala (sicer nezahtevno, vendar pri 
veliki količini slik zelo dolgotrajno) delo tako s strani oblikovalcev kot tudi s strani 
razvijalcev, saj bi morali v Anjinem primeru nadgraditi urejevalnik vsebine, da bi omogočal 
nalaganje več različic grafik nekega izdelka, ter nato nadgraditi kodo, da bi sprejela in 
umestila različne različice grafik izdelkov v napredne grafične HTML-elemente.  
Anja bo zatorej uporabljala le najbolj bistven algoritem, tj. algoritem za zakasnjeno 
nalaganje grafik, ki je najbolj enostaven za integracijo in ki hkrati doprinese največji delež k 






Glede na dobljene rezultate in evalvacijo uporabnosti izdelanega odprtokodnega JS-vtičnika 
na podlagi person so logični sklepi sledeči: 
- Uporaba izdelanega vtičnika lahko močno skrajša čas nalaganja spletnih platform. 
- Izdelan vtičnik je možno uporabiti v vseh projektih, ne glede na tehnološki profil 
samega projekta, pri čemer je uporaba določenih nebistvenih algoritmov izdelanega 
vtičnika v praksi omejena zaradi praktičnih razlogov (dodaten čas, namenjen za 
razvoj pri projektih z zastarelim tehnološkim profilom oz. pri projektih, v katerih 
razvijalci nimajo direktnega dostopa in vpliva na grafične datoteke, uporabljene na 
spletni platformi). 
- Bistvene algoritme izdelanega vtičnika, ki v največji meri pripomorejo k hitrejšemu 
nalaganju spletne strani, je možno v katerikoli projekt vključiti zelo hitro in 
enostavno. 
- Nesmiselno je govoriti o absolutnih prihrankih glede časa nalaganja, števila 
zahtevkov in količine prenesenih podatkov pri uporabi našega vtičnika, saj so 
prihranki odvisni od same spletne strani, ki jo obiskovalec obiskuje. 
- Z gotovostjo lahko trdimo, da se tako absolutni kot tudi relativni prihranki ob 
uporabi našega vtičnika večajo z naraščujočim številom grafik, uporabljenih na 
spletni strani. 
- Delovna hipoteza, s katero smo predpostavili, da bo JavaScript vtičnik občutno 
skrajšal čas nalaganja spletnih strani, je na podlagi rezultatov potrjena. 
 
Na podlagi rezultatov je uporaba JS-vtičnika predvsem priporočljiva za projekte, ki 
vključujejo veliko število grafik. V vsakemu primeru pa tudi na projektih z majhnim številom 
grafik ne škodi, če je vtičnik dodan na spletno platformo  ̶  še posebej, če je združen v isto 
datoteko kot preostala JS- koda spletne platforme, kar je tudi priporočen način dodajanja 
kateregakoli JS-vtičnika na spletno stran. Na ta način ocenjujemo, da bo proces nalaganja 
spletne strani (v primeru, da na specifični spletni strani ni nobene grafike in torej ne bi 
pridobili ničesar z integracijo našega vtičnika) v najslabšem primeru počasnejši za 6 ms, 
medtem ko lahko že ob uporabi nekaj grafik na spletni strani hitro govorimo o prihrankih v 




Glede na dejstvo, da je bil vtičnik prenesen že več kot 1000-krat s strani popolnoma 
neodvisnih razvijalcev, pa lahko tudi z gotovostjo trdimo, da je sam vtičnik uporaben in da 
smo torej v celoti uspešno dosegli glavni cilj praktičnega dela te magistrske naloge  ̶  izdelati 
uporaben, zmogljiv JS-vtičnik, enostaven za uporabo, ki se celovito spopada s problematiko 
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