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Abstract
Difficulties in learning programming especially Object-Oriented Programming (OOP) have been 
widespread in the Computer Science (CS) departments. Researchers have proposed different 
approaches to improve the teaching and learning of OOP concepts. One possible method is to 
engage the students with stimulating 3D visualization environments to reduce the complexity 
while enhancing understanding of concepts. The visualization environments may improve 
programmer productivity and achievement of the OOP learning outcomes. In addition, many 
researchers have presented various assessment methods for diagnosing learning problems to 
improve the teaching of programming in CS higher education. However, it is still the case that 
researchers’ conclusions are ofi;en based on subjective assessments, because CS lacks standard 
assessment methods for educators to measure their students’ learning outcomes. This research 
presents the incorporation of two assessment approaches, concept-effect propagation and the 
Handy Instrument for Course Level Assessment (Hl-Class), to promote a modified diagnostic 
inference about students’ persistent achievements. The resulting Achievement Degree Analysis 
(ADA) approach diagnoses the students’ problem outcomes and demonstrates its effectiveness 
within the context of an OOP course by determining which particular OOP concepts were 
perceived as being particularly difficult to learn. Usage of the ADA method is then demonstrated 
using a cohort of students from the CPCS203 course at King Abdulaziz University (KAU), 
Faculty of Computing and Information Technology (FCIT), female section, in Saudi Arabia. It 
was first used to diagnose the learning achievement of specific concepts. Secondly, it was used 
to statistically evaluate the effectiveness of the visualization environment, Alice, which has been 
hypothesized to improve novice programmers’ understanding of OOP concepts. No statistically 
significant improvement of understanding was detected in this particular context. Reasons for the 
null result are discussed. The thesis concludes with a discussion of (a) further experiments that 
may be undertaken to explore the impact of visualization environments, and (b) work that may 
be undertaken to demonstrate the general applicability of the ADA method.
Table of contents
Abstract................................................................................................................. I
Table of contents.................................. ..............................................................  II
List of Tables.......................................................................................................  ^HI
List of Figures...................................................................................................... X
Dedication............................................................................................................  XII
Acknowledgment................................................................................................  XIII
Publications..........................................................................................................  XIV
Abbreviations.......................................................................................................  XV
1. Introduction.................................................................................................... ^
1.1 Background on FCIT at KAU............................................................................ 2
1.2 Motivation.........................................................................................................  3
1.3 Objectives and Hypothesis................................................................................. 3
1.4 Thesis structure..................................................................................................  6
2. Literature review and background: Different view of learning 
programming difficulties..............................................................................  7
2.1 Problems and barriers in learning and teaching programming..........................  7
2.2 The theory of OOP and its difficulties to learn and teach.................................  12
2.2.1 The OOP theory....................... ..............................................................  12
2.2.2 The OOP difficulties...............................................................................  14
2.2.3 OOP or procedural language...................................................................  17
2.3 Summary........................................................................................................... 18
3. Technical background: Approaches to support the teaching of OOP
and review of the visualization tools...........................................................  19
3.1 Techniques and methods for teaching and learning programming: A general  ^^
background........................................................................................................
3.1.1 Integrating problem solving with CS......................................................  20
3.1.2 Alternative modem teaching methods....................................................  21
3.1.3 Integrating Visualization........................................................................  23
3.2 Tools and environments for teaching and learning OOP concepts...................  26
3.2.1 Visualization tools taxonomies..............................................................  26
3.2.1.1 The Stephen, Franklin, Patrick, Peter and Elizabeth taxonomy  28
3.2.1.2 The Powers et al. taxonomy..........................................................  31
3.2.2 Examples of Visualization educational tools..........................................  32
3.2.2.1 BlueJ.............................................................................................. 33
3.2.2.2 Karel J Robot................................................................................. 33
3.2.2.3 Jeoo............................................................................................... 34
3.2.2.4 Scratch  ...........................................................................  35
3.2.2.5 Alice............................................................................................... 36
3.2.2.6 Greenfoot....................................................................................... 36
3.2.2.7 Jeliot 3........................................................     37
3.2.2.8 ViLLE............................................................................................ 38
3.2.2.9 Second Life....................................................................................  38
3.2.2.10Robocode....................................................................................... 39
3.3 Why Alice.........................................................................................................  39
3.4 Summary........................................................................................................... 42
4. Alice: The 3D visualization interactive programming environment......
4.1 Alice interface  ........................................................................................  43
4.2 Alice features.................................................................................   47
4.2.1 Initial scene............................................................................................ 47
4.2.2 Instructions to create an animation action..............................................  47
4.2.3 Functions................................................................................................ 47
4.2.4 Control structure..................................................................................... 49
4.2.5 World and Object level methods............................................................  49
4.2.6 Parameters.............................................................................................. 50
4.2.7 Variables................................................................................................ 51
4.2.8 Inheritance (New 3D classes).................................................................  52
4.2.9 Events..................................................................................................... 52
4.2.10 Arrays..................................................................................................... 52
4.3 The engagement of Alice in many teaching institutions...................................  54
4.4 Summary...........................................................................................................  60
5. The assessment method................................................................................
5.1 Learning outcomes............................................................................................ 62
5.2 Previous assessment methods..............................  63
5.3 The concepts-affect propagation model............................................................  66
5.3.1 Constructing the concepts-effect relationship model (CRM)..................  66
5.3.2 Constructing the test item-concept relationship table (TIRT).................  68
5.3.3 Diagnosing the student learning problems with a matrix composition... 74
5.4 Conducting the Max-Min composition method.................................................  74
5.5 Conducting the ADA approach..................................    76
IV
5.6 The limitations ofMax-Min and the effectiveness of the ADA........................  78
5.7 Summary...........................................................................................................  82
836. The Design of the Experiment.....................................................................
6.1 The experiment setting.....................................................................................  83
6.2 The CPCS203 cohort students’ description - General Sample (GS).................  84
6.3 The students’ selection and description - Experimental Sample (ES)................ 86
6.4 The assessment instruments..............................................................................  88
6.4.1 The attitudinal questionnaire (AQ)..................................................... 88
6.4.2 The test..............................................................................................  89
6.4.2.1 The description of the test............................................................. 90
6.4.2.2 The validity and reliability of the test...........................................  94
6.5 The procedure...................................................................................................  95
6.5.1 The Pre-test and Post-test.................................................   95
6.5.2 The workshop....................................................................................  95
6.5.2.1 Description of sessions.................................................................  96
6.5.2.2 The final assignment description.................................................... 99
6.523  The Alice survey description.........................................................  102
6.6 Summary...........................................................................................................  104
7. Data analysis..................................................................................................
7.1 The students’ performance analysis...............................   105
7.1.1 Conducting ADA approach..................................................................... 107
7.1.2 Test of normality of the GS student’s pre-test scores............................. 107
7.1.3 The analysis of the GS students’ attitude and its correlation with their ^
normalized pre-test scores.......................................................................
7.1.4 The correlation analysis between the GS students’ normalized pre-test  ^^  ^
scores and their background data...........................................................
V
7.2 Alice’s impact analysis........................................................................................  I l l
7.2.1 Descriptive analysis of the ES groups’ normalized pre-test and post-test  ^  ^^  
scores........................................................................................................
7.2.2 Statistical analysis to find the significant differences..............................  114
7.2.2.1 The comparison between the pre-test scores of the two  ^  ^^
independent groups (the experimental and control)......................
1.222  The comparison between the gain scores of the two independent 
groups (the experimental and control)...........................................
1.2.2.2 The comparison between the gain scores of different ability 
levels of the two independent groups (the experimental and 
control)..........................................................................................
7.2.2.4 The comparison between gain ADTs of the two independent  ^^  ^
groups (experimental and control)................................................
7.2.2.5 The comparison between the Attitudinal Change (AC) of the two
independent groups (experimental and control)............................
7.3 Alice engagement analysis................................................................................... 126
7.3.1 The analysis of students’ visualization performance with Alice...............  126
7.3.2 The analysis of students’ satisfaction toward Alice..................................  128
7.4 Summary..................................................................    130
8. Discussion......................................................................................................
9. Conclusions and Future work......................................................................
10. References......................................................................................................
Appendix A. Exam CPCS203 course, spring 2011............................................ 155
Appendix B. The consent letter from the CS department.................................. 159
Appendix C. Consent form from the participant students.................................. 160
Appendix D. The Educational Background Data Collection (EBDC)
questionnaire..................................................................................
Appendix E. The CPCS203 Syllabus...................................................   162
Appendix F. The Attitudinal Questionnaire (AQ)..............................................  167
VI
Appendix G. The pre/post test............................................................................  169
Appendix H. Alice workshop’s consent form................................................... 177
Appendix 1.1. Alice workshop: Session two description...............................  178
Appendix 1.2. Alice workshop: Session three description.............................  179
Appendix 1.3. Alice workshop: Session four description..............................  180
Appendix 1.4. Alice workshop: Session five description...............................  182
Appendix 1.5. Alice workshop: Session six description..........................   183
Appendix 1.6. Alice workshop: Session seven description............................ 184
Appendix J. The workshop final assignment.................................................... 185
Appendix K. Alice satisfaction survey..............................................................  187
Appendix L .l. The GS students’ original and normalized Answer Grade
Table (AGT) of the test............................................................. ^
Appendix L.2. The GS students’ Achievement Degree Table (ADT) across 
each concept...............................................................................
Appendix M .l. The ES groups’ normalized Answer Grade Table (AGT) of 
the pre-test and post-test..........................................................
Appendix M.2. The ES groups’ normalized gain Answer Grade Table
(AGT).........................................................................................  199
Appendix M.3. The ES groups’ normalized gain Achievement Degree
Table (ADT).............................................................................  201
Appendix N. The ES groups’ Attitudinal Change (AC) of each AQM,
AQV, AQC’s statement................................. .................... .......
Appendix 0.1. The experimental group’s performance in each Alice’s
feature........................................................................................
Appendix 0.2. The experimental group’s satisfaction in each Alice’s
feature........................................................................................
Appendix 0.3. The experimental group’s satisfaction toward Alice general 
features.......................................................................................
Appendix 0.4. The experimental group’s attitude toward Alice...................  208
VII
List of Tables
Table 3.1 The Visualization Engagement Taxonomy with the extended
levels...................................................................................................
Table 3.2 Comparative presentation for visualization programming tools... 40
Table 5.1 Comparative categories between Bloom’s Taxonomy and its
Revised Taxonomy...........................................................................
Table 5.2 The model answer of question 2 of the OOP exam........................  70
Table 5.3 The concepts' association weight within question 2 .......................  71
Table 5.4 Object Oriented TIRT -  original weights........................................  72
Table 5.5 Obj ect Oriented TIRT -  normalized weights................................  72
Table 5.6 Students’ normalized EOT of the OOP exam...........................   75
Table 5.7 Students’ normalized AGT of the OOP exam...............................  77
Table 5.8 The error degree table.......................................................................  79
Table 5.9 The achievement degree table (ADT).............................................  80
Table 6.1 Descriptive statistics for the GS students’ CPCS202 grades
(N=124).............................................................................................
Table 6.2 Descriptive statistics for the ES group’s CPCS202 grades (Exp 
N =29ConN=28)..............................................................................
Table 6.3 The pre/post-Tests Item-concept Relationships Table (TIRT).... 90
Table 6.4 Visualization programming rubric for the final assignment of
the Alice workshop...........................................................................
Table 7.1 The GS students’ original and normalized AGT of the pre-test.. 106
Table 7.2 Descriptive analysis for the GS students’ pre-test normalized
scores (N=124)..................................................................................
Table 7.3 The average GS students’ ADT in percentage across each
concept (N= 124).................................................................................  ^
Table 7.4 The GS students’ mean value in each AQM statement (N=l 18). 108
VIII
Table 7.5 The GS students’ mean value of confidence AQC across each
OOP concept (N= 118).......................................................................   ^^ 9
Table 7.6 The ES groups’ normalized AGT of the pre-test and post-test... 112
Table 7.7 The ES groups’ normalized gain AGT...........................................  112
Table 7.8 Descriptive statistics for normalized total grade of the pre-test, 
post-test and the gain scores, by the ES groups presented in 
percentage (Exp N=29, Con N=28)................................................  113
Table 7.9 The Mann-Whitney U statistical test of the gain scores for the
high and low levels of ability for both groups...............................  118
Table 7.10 The ES groups’ normalized gain ADT ........................... 120
Table 7.11 The gain ADT’s Mann-Whitney U statistical test on each
concept for each group...................................................................  121
Table 7.12 The statistical analysis of the AC in each AQM/AQC
statement of both groups................................................................  124
Table 7.13 The statistical analysis of the AC in each AQ section of both
groups.......................................................................................  125
Table 7.14 The analysis of the AC in AQM and AQC across the High and
Neutral/Low motivated students in the experimental group  126
Table 7.15 The analysis of the AC in AQC across the High and
Neutral/Low motivated students in the control group...............  126
Table 7.16 The experimental group’s performance mean in each Alice’s
features (N=29)...............................................................................  127
Table 7.17 The experimental group’s satisfactory mean in each statement
of Alice survey (N=29)................................................................... 129
IX
List of Figures
Figure 3.1 The Stephen, Franklin, Patrick, Peter and Elizabeth Taxonomy 31
Figure 4.1 Selecting a virtual world for an initial scene in Alice.................  43
Figure 4.2 Alice interface.................................................................................. 44
Figure 4.3 Alice local gallery 3D models........................................................ 44
Figure 4.4 Alice object subparts......................................................................  45
Figure 4.5 Alice properties/methods/functions editing interface.................  45
Figure 4.6 Alice editor area..............................................................................  46
Figure 4.7 Alice event creation.........................................................................  46
F igure 4.8 Alice output interface...................................................................... 46
F igure 4.9 Math expression in Alice...............................................................  48
Figure 4.10 Creation of a new function in Alice....................................... . 48
Figure 4.11 An example of created new function “distance” in Alice  48
Figure 4.12 The conditional expression in the While statement in Alice.... 49
Figure 4.13 The Alice World and Object level methods interface...............  50
Figure 4.14 A primitive method with its parameters in Alice.................... 50
Figure 4.15 Creation of a new parameter in a method in Alice...............  51
Figure 4.16 Creation of a new Object level variable in Alice....................... 51
Figure 4.17 Adding objects to the created array in Alice..............................  53
Figure 4.18 The Alice built-in “elements” variable of an array.................... 53
Figure 4.19 The Alice built-in functions of an array to access the elements 53
Figure 5.1 Object Oriented concept-effect relationship model (CRM)  67
Figure 6.1 The chronology of the experiment................................................. 104
Figure 7.1 The average GS students’ performance on each question in the
pre-test.............................................................................................  106
Figure 7.2 The GS students’ pre-test scores distribution..............................  108
Figure 7.3 The association between GS students’ pre-test scores and their
motivational attitude toward OOP................................................  109
Figure 7.4 The association between GS students’ pre-test scores and their
background skills............................................................................  110
Figure 7.5 The normalized pre-test and post-test means of ES groups.......
Figure 7.6 The mean gains of the high and low ability levels for both ES
groups..............................................................................................  ^^9
Figure 7.7 Mean changes in AC of each AQ section for the ES groups  125
Figure 7.8 Frequency of the experimental students’ average performance
with all Alice’s features.................................................................. 128
Figure 7.9 Frequency of the experimental students’ average opinions
toward Alice..........................................................    130
XI
Dedication
For the men in my life.
For my father, who drew my path.
For my husband, who paved that path.
XII
Acknowledgment
In the name of God, the most Gracious, the most Merciful.
For my mother without her unconditional love and prayers for me, I would not have been 
able to complete this.
Although this journey was mine to take, it would have been impossible to complete 
without the guidance and support of many important people to me, to whom I would like to 
express my sincere gratitude.
To Prof. Paul Krause, who was not only my supervisor but also my mentor: Without his 
constant support, I probably would not be where I am today. Even with his hectic schedule he 
always found time to assist me in whatever it is that I needed. He was extremely generous with 
his time, knowledge, and support. When in doubt of my abilities, he was the one who always 
pushed me to continue, and never give up on my dreams.
To Dr. Hana Al-Nuaim, my boss, my teacher, and my dear friend. She not only kept me 
on the right track towards success, but she also encouraged me to push myself to the limits of 
what I was capable of achieving. With all the responsibilities she is entitled to, she has never 
turned her back on me. Her belief in me always gave me motivation to become the best at what I 
do.
I would also like to extend my gratitude to my co-supervisor Dr. Lilian Tang.
To Dr. Ghada Al-Dabbag, my dear colleague. I truly appreciated her support in my 
experiment process. Whenever I needed her help, her door was always open for me, and for that I 
am grateful.
I would also like to thank Dr. Lamia Baharith and Dr. Abeer Alkhouli who helped in the 
statistic analysis process.
To Mrs. Heidi Aboutaj and Mrs. Lisa Zuppé: I extend my sincerest gratitude for their 
assistance in proofreading my thesis. They have started and ended my journey with me, and 
continuously aided me.
Most importantly, my sisters and sons. Their love for me and mine for them, and our 
strong bonds is the reason I am where I am today.
Finally I would like to thank my large loving family, friends, and the Computer Science 
department’s staff and students at KAU for their help and support throughout my journey.
XIII
Publications
Allinjawi, A. A., Krause, P., Tang, L., & Al-Nuaim, H. A. (2011, July). On Experimental Design 
for Diagnosing Student Learning Problems in Higher Education. Paper presented at the PECS'11 
- The 2011 International Conference on Frontiers in Education: Computer Science and Computer 
Engineering, Vegas, USA.
Al-Nuaim, H., Allinjawi, A., Krause, P., & Tang, L., (2011). Diagnosing Student Learning 
Problems in Object Oriented Programming. Journal o f Computer Technology and Application. 
David publishing. 2(10), 858-865.
Allinjawi, A., Al-Nuaim H., Krause, P. (2014). An Achievement Degree Analysis Approach to 
Identifying Learning Problems in Object-Oriented Programming. ACM Transaction o f 
Computing Education (TOCE). [To Appear]
Allinjawi, A., Al-Nuaim H., Krause, P. (2014). Evaluating the Effectiveness of a 3D 
Visualization Environment while Learning Object Oriented Programming. Journal o f  
Information Technology and Application in Education (JITAE),3(2), 47-56.
XIV
Abbreviations
AC : Attitudinal Change
ADA : Achievement Degree Analysis
ADT : Achievement Degree Table
AGT : Answer Grade Table
AQ : Attitudinal Questionnaire
AQC : Attitude Questionnaire toward level of Confidence
AQM : Attitude Questionnaire across Motivation
AQV : Attitude Questionnaire toward Visualization
CS : Computer Science
CRM : Concepts-effect Relationship Model
EOT : Error Grade Table
ES : Experimental Sample
EBDC : Educational Background Data Collection
FCIT : Faculty of Computing and Information Technology
GS : General Sample
Hl-CIass : Handy Instrument for Course Level Assessment
IT : Information Technology
IS : Information Systems
KAU : King Abdulaziz University
MCQ : Multiple Choice Question
OO : Object Oriented
OOP : Object-Oriented Programming
ODUS : On Demand University Service
TIRT : Test Item-concept Relationships Table
XV
Chapter 1 
Introduction
Programming is a fundamental skill that all students in Computer Science (CS) departments are 
required to learn. Programming requires a correct understanding of abstract concepts. The theory 
of Object-Oriented Programming (OOP) is based on a representation of the real world, 
employing abstract principles and basic abstract operations (Oliveira, Conte, & Riso, 1998). 
However, abstraction is a very complex concept to master; therefore, many students find 
programming, especially OOP, difficult to learn and thus it is hard for them to maintain an 
interest in. This can lead to high rates of failure or dropout (Al-Wakeel, 2001; Bennedsen & 
Caspersen, 2007; Hertz & Jump, 2013; Jenkins, 2002; Kinnunen & Malmi, 2006; Moskal, Lurie, 
& Cooper, 2004; Nikula, Gotel, & Kasurinen, 2011; Rich, Perry, & Guzdial, 2004; Schultz, 
2011; Yadin, 2011).
Due to the difficulty of programming, diagnosing learning problems to improve the teaching of 
programming in CS departments is essential. Learning diagnosis could provide information 
about students’ mastery of relevant prior knowledge and skills within the domain (Ketterlin- 
Geller & Yovanoff, 2009). Direct assessments, such as the grades obtained by the students in 
course exams, determine the level of achievement and show which concepts the students 
successfully mastered (Al-Bahi, 2007). Therefore, lecturers of introductory programming courses 
have the challenge of developing assessment methods to assess the students’ difficulties while 
learning programming in order to help them learn to program and understand how their program 
works (Dann, Cooper, & Pausch, 2000). Many developed assessment methods are available, but 
not every assessment method is universally valid for every learning outcome.
At the same time, there is no particular answer for how to improve the teaching of programming 
in higher education. Thus, academics must consider carefully how best to deal with the problems 
associated with studying programming in order to provide better student support. CS faculty 
must try to make programming fun by creating activities that can help the new generation of 
students, who have grown up with computers, gaming, and interactive user interfaces, enjoy the
process of programming. Moreover, many researchers have proposed different approaches to 
improve the teaching and learning of programming concepts. One possible method to make 
lectures on programming more effective is to have a stimulating visualization integrated program 
development environment to support innovative instructional methods for teaching novice 
programmers, to help the students to fully engage with the environment, encourage them to 
practice more, reduce the complexity while enhancing understanding of concepts, and make the 
invisible visible (Chuda, 2007; Dann, et al., 2003; Ragonis & Ben-Ari, 2005a).
1.1. Bacl^round on FCIT at KAU
The Faculty of Computing and Information Technology (FCIT) at King Abdulaziz University 
(KAU) is an academic college, offering computing educational, research and consultation 
programs in computing and information technology (FCIT, 2012-2013). The FCIT college 
provides modem laboratories, smart class rooms, and other facilities. The college consists of 
three departments. Computer Science (CS), Information Technology (IT), and Information 
Systems (IS). The curricula of these programs were built according to the Association for 
Computing Machinery (ACM) Computing Curricula 2005. On November 2012, the college was 
accredited by the Accreditation Board for Engineering and Technology (ABET), one of the best 
international accreditation organizations (Alghazzawi & Fardoun, 2013). Therefore, the 
curriculum of the undergraduate programming courses had to be restmctured to meet ABET’s 
requirements. All FCIT course materials are in English, including the exams, however, the 
discussion during traditional classes and labs includes Arabic and English. The course CPCS203 
(the experimental course) is the second programming course in the FCIT curriculum, where 
CPCS202 is the first programming course (FCIT, 2012-2013). Both courses are given to the 
students in the second year of their enrolment in KAU. However, the high school curriculum in 
Saudi Arabia is lacking in problem-solving skills, is inadequate in the English language and does 
not include OOP concepts; it is only based on the basic procedural language (Al-Wakeel, 
Aljuwaiber, & Almubarak, 2008). Given this background, one might suspect that the teaching 
and learning of OOP in FCIT might be particularly problematic.
1.2. Motivation
Difficulties in learning programming especially OOP have been, widespread in the CS 
departments. In Saudi Arabia, the issue of identifying and diagnosing the difficulties that novice 
programmers face while learning programming remains an active topic in CS departments 
(Mhashi & Alakeel, 2013). CS faculty at Saudi universities, such as at KAU especially those 
teaching OOP courses, face challenges to demonstrate a large number of concepts in their 
courses. In addition, they suffer from the lack of a graphical presentational environment that may 
help the students to comprehend Object Oriented (00) concepts (Allinjawi, 2007).
Over the years of teaching OOP courses, as instructors at FCIT, we have observed that students 
face many difficulties in grasping the concepts of OOP, and they get overwhelmed by the 
amount and the content of information covered in OOP courses. Our goal is to examine the 
situation students are facing during their OOP conceptual learning stage. Therefore, the purpose 
of the thesis is to develop an educational assessment method to provide valuable and deeper 
infonnation about the novice programmers’ performance, and to identify their difficulties in 
understanding particular 0 0  concepts at FCIT college female section. In addition, this thesis will 
develop a method for analysing the effectiveness of an intervention to enhance the learning of 
OOP concepts. We demonstrate the method using a trial of the visualization environment Alice, 
and evaluate its effectiveness in enhancing the learning of OOP concepts at FCIT.
1.3. Objectives and Hypothesis
CS lacks standard assessment methods for educators to measure their students’ programming 
learning outcomes (Tew & Guzdial, 2010). Therefore, researchers in the field often present 
subjective assessments for diagnosing learning problems in order to improve the teaching of 
CS programming in higher education (Hadar & Leron, 2008; Mhashi & Alakeel, 2013; Tew 
& Guzdial, 2010). There is a clear need for a more scientific method for analysing learning 
outcomes.
One proposed method is Max-Min composition, which is a method to analyze and determine 
the learning problems of each student across a subject (Chu, Hwang, Tseng, & Hwang,
2006). However, our research shows the Max-Min composition’s lack of efficiency with 
what might be complex and comprehensive types of questions in an OOP exam. Up until 
now and upon reviewing the literature, the researcher found no empirical studies specifically 
conducted to investigate novices’ conceptual OOP understanding based on an assessment 
exam with comprehensive questions.
Moreover, although previous researchers have proposed visualization environments to 
improve the teaching of programming, the evaluation of an intervention that actually does 
resolve a specified conceptual learning difficulty is still limited. Therefore, the objectives of 
this thesis are:
• Present the incorporation of two assessment approaches, concept-effect propagation 
(Chu, et al., 2006) and the Handy Instrument for Course Level Assessment (Hl-Class) 
(Al-Bahi, 2007), to promote a comprehensive assessment analysis method; the 
Achievement Degree Analysis (ADA). ADA is proposed to determine the student’s 
achievement degree and demonstrates its effectiveness within the context of a 
comprehensive OOP exam. The method will progressively diagnose each student 
individually to identify which particular OOP concepts are perceived as being 
particularly difficult to learn and fall short of meeting the standard passing grade.
• Perform the ADA approach using a quantitative analysis, which assesses the students’ 
learning outcome of specific OOP concepts, on a group of female students taking an 
OOP course at FCIT. The study engaged them with Alice, the 3D visualization 
training tool, to assess whether it made a significant difference in understanding 
across individual OOP concepts, or affect particular students’ ability level (High and 
Low). Therefore, the hypotheses of this experiment are formulated as:
A. There will be statistically significant differences in the improvements o f students’ 
performance in OOP between the experimental group who were engaged with the 
Alice tool and the control group who were not engaged with Alice.
Hq: the mean gain o f the experimental group = the mean gain o f the control group 
Hj: the mean gain o f the experimental group > the mean gain o f the control group
B. There will he statistically significant differences in the improvement o f students \ with 
different ability level (High or low), performance in OOP between the experimental 
group who were engaged with the Alice tool and the control group who were not 
engaged with Alice.
Hq: the main gain o f the high ability level o f the experimental group = the mean gain 
o f the high ability level o f the control group
Hj: the mean gain o f the high ability level o f the experimental group > the mean gain 
o f the high ability level o f the control group 
And
Hq: the mean gain o f  the low ability level o f  the experimental group = the mean gain 
o f the low ability level o f  the control group
Hp the mean gain o f the low ability level o f the experimental group > the mean gain 
o f the low ability level o f the control group
C. There will be statistically significant différences in the improvements o f students’ 
performance in each OOP concept Ci individually, which conducted by the ADA 
approach, between the experimental group who were engaged with the Alice tool and 
the control group who were not engaged with Alice.
Ho'. The Ci mean gain o f the experimental group = The C, mean gain o f the control 
group
Hp The Ci mean gain o f the experimental group > The C, mean gain o f the control 
group
Additional analysis was performed to obtain a general sense of whether or not Alice impacted 
the students' attitude and confidence toward OOP. Although assessing the students’ attitude was 
addressing a slightly different dimension of our research interest, it still might provide important 
and valuable information to be looking at in the end of the experiment result to indicate useful 
findings.
1.4. Thesis structure
The thesis begins by outlining the difficulties in learning computer programming in general and 
OOP in particular. Chapter 2 highlights several reasons and factors that may cause programming 
learning and teaching problems, and the various available OOP definitions and its difficulties to 
learn. Chapter 3 addresses the various techniques and methods for teaching and learning 
programming to make lectures in programming more effective and productive. In addition. 
Chapter 3 presents the various studies of engaging visualization tools with the CS learning 
environment with the aim of helping the students learn programming. Several available 
taxonomies have been developed and are presented in this chapter to classify visualization tools 
from different perspectives. At the end of Chapter 3, the well-known educational visualization 
tools, which may support the instructional process of teaching and learning 0 0  design and 
programming, are presented and identified. Chapter 4 illustrates progressively the features and 
the interface of Alice and how it is currently being used as OOP visual learning environment in 
numerous undergraduate university settings. Chapter 5 illustrates the Max-Min composition's 
lack of efficiency and describes why this analytical approach may not be a suitable method for 
diagnosing student achievement, using comprehensive questions as an assessment instrument, in 
an OOP course. In addition, Chapter 5 proposes the ADA approach to diagnose the students' 
achievement and demonstrates its effectiveness within the context of an OOP course. Chapter 6 
outlines the experimental design employed to carry out the study. This chapter includes 
discussion of the quantitative experiment of integrating Alice in the learning process. Also, it 
provides the descriptive analysis of the General Sample (GS) and the Experimental Sample (ES), 
the assessment instrument description, and the experimental procedure. Chapter 7 guides the 
reader through the analysis of the collected data. This analysis illustrates statistically the 
outcomes of the proposed ADA approach and demonstrates the effective statistical method for 
evaluation an intervention such as the use of Alice in a detailed way, to gain a valuable finding 
of whether or not that intervention impacts the students’ learning outcomes. Based on Chapter 7, 
Chapter 8 provides and facilitates the detailed findings of the student’s conceptual understanding 
outcome. Chapter 9 concludes the thesis, summarizes the contributions made and suggests future 
work.
Chapter 2 
Literature review and background: 
Different views of learning programming difficulties
The high dropout and failure rates in introductory CS courses remains an active problem in 
computing educational institutions (Al-Wakeel, 2001; Bennedsen & Caspersen, 2007; Hertz & 
Jump, 2013; Kinnunen & Malmi, 2006; Moskal, et ah, 2004; Nikula, et ah, 2011; Rich, et ah, 
2004; Yadin, 2011). Students in many universities often face difficulties in the introductory 
programming courses. Therefore, a great deal of research has been carried out to identify the 
causes of these difficulties (Antonio Jose, 2012; Gross & Powers, 2005; Kinnunen & Malmi, 
2006; Mhashi & Alakeel, 2013). In addition, the difficulties and burdens the students face in 
introductory programming courses continue to be a topic of lively debate and have motivated 
many researchers, scholars and educators to propose methodologies and tools to help students.
2.1. Problems and barriers in learning and teaching programming
Programming is a fundamental part of the CS curriculum, but it is often problematic, because it 
is a complicated skill to master and not an easy subject to study (Gomes & Mendes, 2007; 
Jenkins, 2002; Mhashi & Alakeel, 2013). To identify the problems of programming it is so 
important to understand the processes of learning and teaching programming (Robins, Rountree, 
& Rountree, 2003).
Programming is not a single skill, nor is it a simple set of skills. Programming involves multiple 
processes. At the first stage, the specification must be translated into an algorithm, which is then 
translated into program code. Translating the specification into the algorithm is often the most 
difficult and important part of the process because a correct and efficient algorithm will produce 
an effective code (Jenkins, 2002).
Learning to program is usually addressed from a psychological/educational perspective. 
Learning programming is a highly complex process which involves program comprehension and
generation, mental representations related to program design, and the knowledge and practical 
skills required to program. In addition. Programming requires the construction of conceptual 
knowledge, and the structuring of basic operations (such as loops, conditional statements, etc.) 
into schemas and plans (Du Boulay, 1989; Robins, et al., 2003; Rogalski & Samurçay, 1990). 
The term “schema” implies a “program as text” perspective, while the term “plan” implies a 
“programming as activity” perspective (Rogalski & Samurçay, 1990).
The underlying cause of the problems faced by novices while learning programming is their lack 
of programming specific knowledge and strategies (Robins, et al., 2003). Programming 
knowledge is of a declarative nature, e.g., being able to state how a “for” loop works, whereas 
programming strategies pertain to the way knowledge is used and applied, e.g., using a “for” 
loop appropriately in a program (Davies, 1993). In addition, Du Boulay (1989) describes five 
overlapping domains and potential sources of learning programming difficulty. These are: (1) 
general orientation, as what programs are for and what can be done with them; (2) the notional 
machine, the difficulties in understanding the general properties of the machine as it relates to 
executing programs; (3) the formal language notation, the syntax and semantics of a particular 
programming language; (4) structures, the difficulties of acquiring schemas/plans; (5) 
pragmatics, the skills of planning, developing, testing, debugging, and so on.
From a learning point of view, some students believe that they can leam to program mostly 
through reading a textbook and do not work hard enough to acquire programming competencies. 
Moreover, many students are used to solving problems in other disciplines through the 
memorization of formulae or procedures. Sometimes students memorize formulae, without a 
complete understanding of the underlying concepts, just knowing that a particular formula 
should be used for a specific type of problem (Gomes & Mendes, 2007).
On the other hand, from a teaching point of view, lecturers often concentrate more on teaching a 
programming language and its syntactic details, instead of promoting problem solving using a 
programming language (Gomes & Mendes, 2007; Jenkins, 2002). Lahtinen, Ala-Mutka and 
Jarvinen (2005) claimed that novice programmers are typically limited to surface knowledge of 
programs. They do not understand how to design a program to solve a certain task. Even if they 
do, they do not know why errors or bugs appear in their own programs. In addition, studies
conclude that novice programmers know the syntax and semantics of individual statements but 
they do not know how to combine these statements to produce efficient programs (Lahtinen, et 
ah, 2005; Winslow, 1996). Students often approach programming “line by line” rather than by 
using meaningful program structures causing a failure to apply the knowledge they have 
obtained into a sufficient computer program (Lahtinen, et ah, 2005; Winslow, 1996).
It has been argued that to address this, introductory programming courses should be taught by 
those who can teach problem solving skills rather than the syntax of a specific language, and 
increase students’ generic programming abilities. The language should only serve as a tool to 
express ideas and algorithms (Gomes & Mendes, 2007; Jenkins, 2002).
It is believed that there are several reasons and factors that cause specific programming learning 
and teaching problems, such as poorly designed courses, students’ weakness in the English 
language or mathematical skills, lack of practice, traditional teaching methods and learning 
strategies, lecturers’ insufficient teaching of programming skills, and lack of aid tools such as 
visualization tools (Al-Wakeel, 2001; Allinjawi, 2007; Benaya & Zur, 2008; Biju, 2013; Gomes, 
Bigotte, Carmo, & Mendes, 2006 ; Gomes & Mendes, 2007; Hawi, 2010; Mhashi & Alakeel, 
2013; Yadin, 2011). Moreover, a lack of general problem solving abilities could be one of the 
main reasons for problems to occur (Gomes & Mendes, 2007; Lister, et al., 2004). Perhaps 
students do not know how to program, because they do not know how to create algorithms. 
Problem solving involves describing and analyzing a problem, decomposing it down into sub­
problems, and implementing the solutions of the sub-problems, then re-assembling the pieces 
into a complete solution (Lister, et al., 2004).
Gomes and Mendes (2007) suggested that problem solving requires multiple abilities that 
students often do not have. Students try to solve a problem without completely understanding it. 
They do not establish correct analogies with past problems and fail to transfer prior knowledge to 
new problems, due to their limited and fragile knowledge of the subject. They have a tendency to 
write an answer before thinking carefully about it or give up solving a problem if they do not 
quickly find a possible solution. Many times testing is done superficially and they are satisfied 
just because their solution might work with a data set, without carrying out more extensive 
testing (Gomes & Mendes, 2007).
A study by an ITiCSE 2001 working group ("the McCracken Group") (Lister, et ak, 2004) 
established that in their introductory courses many students do not know how to program. Many 
students in the introductory CS courses, such as CSl, come without adequate problem solving 
skills or with a poor understanding of the basic mathematical and logical tools needed for 
problem solving. Due to these deficiencies, they concluded that many students have a firagile 
grasp of both basic programming principles and the ability to perform routine programming 
tasks.
Therefore, it appears that rather than learning the basic concepts of the field, students' energies 
are devoted to learning syntax. Rather than learning real problem solving skills, they resort to 
trial and error. In addition, rather than getting the big picture of CS, they narrow their focus to 
getting a specific program to run (Allan & Kolesar, 1997).
Another major and general problem in learning to program is that students do not have enough 
mathematical knowledge. From an experiment conducted at University of Coimbra, Gomes et al. 
(2006) found that students who had a lack of programming abilities had deep difficulties in 
mathematical knowledge. A number of researches, such as Byrne and Lyons (2001) , Rountree, 
Rountree and Robbins (2001) and Winslow (1996), claimed that students with a strong math 
background would achieve higher grades than their peers, as they would already have had 
experience with computing concepts (such as functions and algorithms). They concluded that the 
CS courses require structures, approaches and cognitive skills that are similar to those in the 
study of mathematics.
In addition, Rountree, Rountree, Robins and Hannah (2004) commented that most studies 
indicate that variables such as math background, programming experience and previous 
academic performance predict success in CSl achievement. Therefore, since mathematical skills 
play an essential role in the development of CS fields, colleges of computing provide a solid 
mathematical foundation, which is often a prerequisite for acceptance into CS courses (Al- 
Wakeel, 2001).
However, the importance of mathematical skills in programming is under debate. Boyle, Carter, 
and Clark (2002) investigated the reasons that make CS students succeed in their studies. They 
concluded that neither the GPA (schooLuniversity), previous math qualification skills, nor
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previous programming skills had an impact on the success in CS courses. Rather, they suggested 
that students’ attitudes and their motivation could be a factor in their success of learning CS 
courses. Similarly, Ventura (2005) concluded that prior programming experience and 
mathematics did not predict success for an “object-first” approach in CSl course; this approach 
emphasizes the principles of OOP and design from the very beginning of the teaching process 
(CC2001, 2001). Instead, the author concluded that positive attitude levels predicted success in 
the course.
In Saudi Arabia, the issue of identifying and diagnosing the difficulties that novice programmers 
face while learning programming remains a continuing topic in the CS departments. Mhsahi and 
Alakeel (2013) investigated and analyzed the problems faced by computer programming students 
at the University of Tabuk. They identified these problems by analyzing the results of a 10- 
question test to see if the students (N=165) have similar problems to other students around the 
world. In addition, using a questionnaire, they investigated the factors that could impact the 
students’ learning of programming skills. They concluded that students were at serious risk of 
not mastering the target skills. Based on the attitude questionnaire and their performance in 
classes, students seem to be motivated toward programming and exert a great deal of effort 
during the course. However, based on their grades on the test, the authors found that students 
face understanding difficulties. They lack general programming skills as well as the ability to 
solve problems, design and analyze a short piece of code.
In addition, Mhashi and Alakeel (2013) claimed that the students’ low performance might be due 
to their low self-confidence, which makes them hesitate to ask when they do not understand a 
concept, or it may be due to the instructors inability to motivate the students to participate.
Another reason that could be a factor in raising the difficulties in CS courses is the English 
language. At FCIT, for example, we have observed that students often prefer to study from 
lecture notes rather than English textbooks to avoid the burden of the English language since 
their main language is Arabic. Al-Wakeel (2001) argued that the use of English (not Arabic) as 
the basic medium for teaching and learning negatively affects the students' comprehension and 
performance, especially in their first year in college. On the other hand, Horvath (2011)
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disagreed with this view, claiming that English presents no problem for a foreign student who 
wants to learn to program, since some programming languages are symbolic.
Mhashi and Alakeel (2013) encourage instructors to increase the number of exercise sessions and 
assignments and include valuable feedback of the solutions to improve the programming learning 
aspect. Lecturers must have experience in teaching programming, and the ability to affect and 
control the teaching interaction in order to make the interaction process more effective to help 
the students learn programming (Mhashi & Alakeel, 2013).
2.2. The theory of OOP and its difficulties to learn and teach
With the development of more complicated computer applications, data abstraction became 
essential in many computing fields (Scott, 2000). Therefore, the 0 0  paradigm became the choice 
for programming development in the academic field, and has established its place in the CS 
curricula of universities (Georgantaki & Retalis, 2007).
2.2.1. The OOP theory
Many arguments have arisen in defining the term OOP, but there is no universally agreed 
definition of the essence of OOP. Oliveira, Conte and Riso (1998) observed:
"The philosophy o f Object Oriented Programming comes as a new pattern o f solution 
for problems, where flexibility and reusability appears over the simple data structure 
and sequential process manipulation", (pp. 1)
Lee (1993) defined OOP as:
“The object-oriented approach encapsulates data with corresponding operations, 
and employs polymorphic mechanisms such as class inheritance to allow incremental 
software development. With data encapsulation, object classes can be conveniently 
reused, modified, tested, and extended. ” (pp. 15)
Scott (2000) defined OOP according to its objectives: abstraction, which is the main core of 
OOP, minimizes the amount of details while programming, prevents the use of a program
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component in inappropriate ways and provides a significant degree of independence among 
program components. He defined OOP as:
“OOP is as interaction among semi-independent objects, each o f which has both its 
own internal state and executable functions to manage that state. ” (pp. 7)
The theory of OOP is based on a representation of the real world, employing abstraction 
principles and basic abstract operations (Oliveira, et al., 1998). Oliveira, et al. (1998) 
structured the abstraction principle into three operations: instantiation versus 
classification; generalization versus specialization; and, aggregation versus specification.
In addition, Armstrong (2006) identified and described the 0 0  fundamental concepts, then 
proposed a new taxonomy composed of the eight major fundamental 0 0  concepts placed 
into two constructs labeled structure and behaviour. These eight fondamental 0 0  
concepts, which were selected from 38 recorded concepts of 88 sources (journals, trade 
magazines, books, and conference proceedings), are:
Inheritance: a mechanism that allows the data and behaviour (methods) of one class to be 
included in or used for another class.
Object: an individual, identifiable item, which contains data about itself and descriptions of its 
manipulations of the data.
Class: a description, as a blueprint of objects, of the organization and actions shared by one or 
more similar objects. A class is an abstraction of an object.
Encapsulation: a technique for designing classes and objects that restricts access to the data and 
behaviour by defining a limited set of modifiers that an object of that class can receive.
Method: a way to access, set or control an object’s information.
Message Passing (Dependency): the process by which an object sends data to another object or 
asks the other object to invoke a method.
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Polymorphism: the ability of different objects to respond to the same message and each 
implement the appropriate method.
Abstraction: the act of creating classes to simplify aspects of reality using distinctions inherent 
to the problem.
The construct of Structure includes the abstraction, class, encapsulation, inheritance, and object 
concepts. These concepts are focused on the relationship between classes and objects and the 
mechanisms that support the class/object structure. The class/object encapsulates data and 
behaviour and inheritance allows the encapsulated data and behaviour of one class to be based on 
an existing class. On the other hand, the construct of Behaviour includes the message passing, 
method, and polymorphism concepts. Polymorphism enacts behaviour by allowing different 
objects to respond to the same message and implement the appropriate method for that object 
(Armstrong, 2006).
With Armstrong’s (2006) proposed taxonomy, CS faculty can use the concepts demonstrated by 
the author to design learning materials and techniques aimed at clarifying these fundamental 0 0  
concepts for the students. This simplified 0 0  taxonomy may help students to see how the 
concepts come together into the 0 0  approach via the structure and behaviour constructs 
(Armstrong, 2006).
Since there has been an explosive growth in the number of software systems described as 0 0 , 
there are many languages that provide mechanisms that support the 0 0  style of programming 
(Capretz, 2003). Simula 1967 was the first OOP language (Armstrong, 2006; Capretz, 2003). 
Recently, Java, Python, C++, Visual Basic .NET and Ruby have all become popular OOP 
languages. The use of the Java programming language is used especially for distributed 
applications on corporate networks and the Internet. Ruby is used in many Web applications 
(Ruby, Thomas, & Hansson, 2009). In addition. Curl, Smalltalk, Delphi and Eiffel are other 
examples of OOP languages (Capretz, 2003; Object Oriented Programming, 2010).
2.2.2. The OOP difficulties
The 0 0  paradigm has been adopted since the mid 1990s, and since then a great deal of research 
on teaching and learning the 0 0  paradigm has been carried out. However, experience in teaching
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the paradigm has shown that students still face difficulties and develop a wide variety of 
misconceptions (Allinjawi, 2007; Armstrong, 2006; Benaya & Zur, 2008; Biju, 2013; Hadar & 
Hadar, 2007; Hadar & Leron, 2008; Jenkins, 2002; Liberman, Beeri, & Kolikant, 2011; Lister, et 
ak, 2006; Sanders & Thomas, 2007 ).
Therefore, several empirical studies have assessed student understanding and misconceptions of 
OOP, based on student questions during labs, extensive interviews or discussions, and submitted 
developed programs (Eckerdal & Thuné, 2005; Gamer, Haden, & Robins, 2005; Hadar & Leron, 
2008; Liberman, et ak, 2011; Sanders & Thomas, 2007 ).
Benaya and Zur (2008) described difficulties in understanding OOP in an advanced Java course 
given at the CS department of the Open University of Israel to students (N=39) with good 
programming background. The course was the students’ first exposure to OOP. Although, the 
researchers were expecting these advanced students to exhibit a better understanding of OOP 
concepts, they concluded that encapsulation, inheritance and polymorphism remain difficult 
concepts. Benaya and Zur (2008) and Biju (2013) believed that the introduction of a 
visualization tool would add an extra value and aid in learning and understanding of OOP, but it 
is probably not a candidate for the main integrated development environment (IDE).
Liberman, Beeri, and Kolikant (2011) commented that learning OOP still remains difficult and 
this problem has not yet been resolved. They classified the difficulties related to OOP by 
presenting the theoretical framework for learning, difficulties, and misconceptions and describe 
difficulties that arise while learning OOP. A classification is very useful, since it allows the 
development of approaches for avoiding or treating the 0 0  difficulties (Liberman, et ak, 2011). 
In addition, Liberman et ak presented a model that explains in depth what happens to a program 
submitted to the system during both compilation and execution, and related the OOP concepts to 
real life. Thus, in addition to using real life analogies in illustrating the concepts, representing the 
real life analogies in visual scenes could make it effective (Liberman, et ak, 2011). In general, 
they presented a comprehensive set of difficulties and misconceptions that arise while studying 
overriding, inheritance and polymorphism, and they proposed a classification for them, based on 
their probable causes. Despite Liberman et ak’s presentation of their model to facilitate the 
inheritance and polymorphism concepts, careful thought and more research is needed to explore
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how one can effectively teach such a complex model to students of OOP, and how to integrate it 
with the other subjects taught to the students (Liberman, et ah, 2011).
Biju (2013) discussed and identified the concepts of OOP which are difficult for students (N=30) 
with basic procedural programming background to understand in an introductory OOP course. 
His concern is about whether the students have understood the concepts of data encapsulation, 
data hiding, and constructors. He mentioned that, although students claim to understand the 
concepts of the data encapsulation, they do not in fact understand it unless they really work and 
practice on it. As a conclusion, although students have a relatively good understanding of the 
concepts, the concept of encapsulation, overloaded constructors, classes and objects are 
somewhat difficult for students to follow (Biju, 2013). The author believed that there was a need 
to support the learning of OOP concepts using visualization tools. Therefore, he planned to use 
the software Alice, the 3D interactive visualization programming tool, to introduce students to 
0 0  concepts. Alice is used for teaching students to program rather than teaching students a 
specific programming language.
In Saudi Arabia, the high school curriculum does not include OOP. It is based only on the basic 
procedural language (Al-Wakeel, et ah, 2008). Therefore, CS faculty at Saudi universities, such 
as at KAU, especially those teaching 0 0  courses, face many difficulties in teaching the concepts 
(Allinjawi, 2007), such as:
• The large number of concepts in OOP that students are expected to leam while having 
little time for adequate practice examples;
• The insufficient time for those who teach introductory programming courses, to solve 
problems that are large enough to demonstrate the benefits of 0 0  design (Allinjawi, 
2007; Moskal, et ak, 2004);
• Lack of a graphical presentational environment.
Owing to these obstacles in teaching OOP concepts, students:
• do not fully comprehend the 0 0  development environments;
• lack the understanding of the OOP concepts, and have difficulties in visualizing the state 
spaces;
• cannot implement some of the 0 0  features.
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As result of all the previous studies, it has been shown that students find it hard to understand 
and internalize the OOP concepts, especially the high level concepts such as inheritance and 
polymorphism (Benaya & Zur, 2008; Gamer, et ah, 2005; Yadin, 2011). However, the view has 
become widespread that learning the 0 0  paradigm facilitates management of the inherent 
complexity of software systems more effectively than the traditional procedural paradigm and 
consequently it is believed that learning OOP should in principle be easier (Georgantaki & 
Retalis, 2007; Hadar & Leron, 2008; Liberman, et ak, 2011; Wang, 2000).
2.2.3. OOP or procedural language
Much work has been devoted to discussing which paradigm to teach in the first programming 
courses. Some researchers debate whether OOP is more difficult to teach than procedural (Lister, 
et ak, 2006; Sanders & Thomas, 2007 ). For example, in the sixth workshop in a series of 
workshops on learning 0 0  concepts (Michiels, Borstler, & Bmce, 2002), Stéphane Ducasse 
came out against teaching the 0 0  paradigm in introductory programming courses. He proposed 
using a functional language like Scheme to start with, because by learning the 0 0  paradigm, 
students might not get the full picture of what programming is. On the other hand, in the same 
workshop, Joe Bergin suggested that the procedural paradigm is not a good first paradigm in 
teaching programming because a procedural paradigm will actually impede students from 
thinking about 0 0  later. Rosalia Pena, another participant in the workshop, believed that 
procedural and 0 0  programming are just different ways to solve problems, and both must be 
faced anywhere. However, from a pedagogical point of view, different programming language 
paradigms will differently affect the students' comprehension while learning to program 
(Jenkins, 2002).
The hypothesis that the language used should be chosen for pedagogic suitability and not 
because it is popular in the industry (Jenkins, 2002) is supported by research results by 
Burkhardt, Detinue and Wiedenbeck (1997) and Pennington (1987). With regard to the 0 0  
paradigm Burkhardt et ak found that the situation model (which contains knowledge about the 
problem situation being referred to in the program) is more fully developed than the program 
model (which contains information about program entities and relationships explicitly available 
in the program text), even in an early phase of comprehension. On the other hand, Pennington
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showed that in a procedural paradigm, the program model is developed more fully in the early 
stages of comprehension, whereas the situation model emerged later, after performance of a 
meaningful programming task. Perhaps this difference shows that the 0 0  paradigm, with its 
emphasis on objects and relationships of objects, may facilitate the construction of a situation 
model earlier in program comprehension.
It should be emphasized that notwithstanding all the arguments of what to teach in introductory 
programming courses and what researchers believe, many CS faculty are restricted by their 
university’s curriculum regulations and do not have the authority to choose their preferred 
programming paradigm. In FCIT at KAU, for example, any modification in the curriculum must 
be approved by the department at college committees then passed by the University Counsel 
Executive.
2.3. Summary
Clearly, there are difficulties in learning computer programming in general and OOP in 
particular. It has been notable from the previous research that some of the high level OOP 
concepts remain difficult for students to comprehend. The previously stated difficulties in 
learning programming could be due to various reasons, such as students lacking problem solving 
skills, having difficulties in mathematical knowledge and having low previous programming 
performance. In Saudi Arabia, these difficulties remain an active topic of discussion in some CS 
departments.
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Chapter 3
Technical background:
Approaches to support the teaching of OOP and review of
visualization tools
Due to the burden and difficulties that students often face while generating programs, learning 
programming can be very dull, and students can become little more than passive recipients of 
information conveyed by the lecturer. In traditional classes, this information is passed from the 
notes of the lecturer to the notes of the student, and all students must leam at the same rhythm 
and in accordance with the lecturer’s pedagogical strategies, which are based on the lecturer's 
teaching style (Gomes & Mendes, 2007; Jenkins, 2002; McAllister & Alexander, 2009). 
Moreover, spending an excessive amount of time teaching and learning language syntax could be 
detrimental to students’ success (Aktunc, 2013).
This traditional way of teaching might be acceptable, or even effective, in some disciplines, but it 
is highly questionable when programming is being taught or learnt. Therefore academics must 
consider carefully how best to deal with the problems associated with studying programming in 
order to provide better student support.
3.1. Techniques and methods for teaching and learning programming: A 
general background
There is no particular answer for how to improve the teaching of programming in higher 
education to meet the computing departments’ goals and objectives. However, faculty of 
computing fields must at least try to make programming fun, creating activities that can help 
students enjoy the process of programming. Therefore, possible keys to make lectures in 
programming more effective are for the lecturer to identify teaching methods that stretch 
students intellectually, to allow students to work on inspiring assignments, to stimulate and make 
them participate to consider facts and principles beyond the content delivered in the lecture
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theatre. The students should be active participants rather than passive recipients (Jenkins, 2002; 
McAllister & Alexander, 2009). The following are some methods which have been implemented 
in the programming educational fields:
3.1.1. Integrating problem solving with CS
Lecturers of introductory programming courses are faced with the challenge of helping students 
leam to design an algorithm for solving a problem, then translating the steps of the algorithm 
into specific programming constmcts, and understanding how their program works (Dann, et al., 
2000). Polya (1948) described that solving a problem requires understanding the problem, 
designing a plan, implementing the plan and reviewing and verifying the solution. The process of 
determining the inputs/outputs, writing a flowchart or algorithm, writing the code and debugging 
the program in a programming environment, as Perkins’ (1981) description, reflects the same 
strategy of solving a problem in general. Therefore, Linn (1985) suggested that one purpose of 
teaching computer programming may be to develop a method of teaching problem solving.
Allan and Kolesar (1997) found that problem-solving skills improve programming skills. They 
investigated the design of a preparatory CS course (CSO) to be taken before the introductory 
course (CSl) at Utah State University. The goal was to furnish a firm foundation in mathematical 
and problem-solving skills, teach some of the major CS concepts needed for success in CSl, and 
give hands-on experience that seems important for such success. The authors compared the 
performance of students in CSl who took the preparatory course with those who only took a 
course in BASIC prior to the course. Their conclusion was that students who took the 
preparatory course gained problem-solving skills and at the same time they started to become 
familiar with the computer and programming environment. They received a more representative 
picture of CS as a discipline without becoming confused by the details of syntax. Student 
understanding of data structures, recursion, process abstraction, and other concepts central to CS 
are of benefit throughout their undergraduate experience. Their results indicate that this skill 
based approach to CS is a better preparation for the traditional first programming experience than 
even prior programming.
In addition, Unuakhalu (2009) examined the effectiveness of OOP instruction embedded with 
everyday tasks, such as changing an automobile’s flat tire, on undergraduate college level
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students’ problem-solving skills. He failed to find significant overall treatment effects of 
computer programming instruction integrated with everyday tasks training on the improvement 
of problem-solving skills. However, an unpredicted but interesting finding of this study was the 
impressive OOP content knowledge gains made by the students in spite of the fact that the study 
was not initially designed to help develop and enhance students’ programming skills relative to 
their problem solving capabilities. The author considered that the programming plus everyday 
task group showed sufficient mastery of the OOP language taught. An explanation for this 
significant positive gain could be due to the students’ interactions with these complementary 
activities: the content of the assigned computer programming; and, the everyday tasks which 
provided ideal practice for the problem solving transfer strategies (planning, decomposing, 
coding, and debugging) that were taught.
3.1.2. Alternative modern teaching methods
It is widely agreed that the purpose of instructors in an introductory programming course is to 
teach the students to program, not to teach them the language (Jenkins, 2002). Meanwhile, many 
traditional introductory programming courses teach only one language and concentrate on the 
syntax and semantics of that language, although learning programming requires skills like 
abstraction, generalization and critical thinking, among others (Gomes & Mendes, 2007). 
Therefore, it is believed that by restructuring the introductory programming curriculum either by, 
for example, starting with problem solving and mathematical skills and then learning about the 
programming environment or integrating the programming courses with learning aids would 
oblige the students to produce compilable, executable programs that are correct and in the 
appropriate form (Allan & Kolesar, 1997; McCracken, et al., 2001).
From a pedagogical and psychosocial aspect of the instruction of programming, Winslow (1996) 
recommended that the material should be introduced simply, with a great deal of testing and 
analysis of results to determine exactly what the students are learning and what they are missing, 
and to build up sequentially skills of breaking down the problem into small parts and then 
restructuring them, so it will be easier to solve.
Deek, Kimmel and McHugh (1998) started an alternative method for teaching programming in 
the spring semester of 1993 at the New Jersey Institute of Technology (NJIT). The method
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involved first introducing the problem during the lecture and engaging the students by defining 
the statement of the problem, then having the students seek possible solutions without 
concerning them with the programming language. Once the problem had been solved, the 
lecturers presented the language features necessary to implement the solution. This method 
followed an environment that led to the development of an integrated environment for problem 
solving and program development, called SOL VEIT (Specification Oriented Language in Visual 
Environment for Instruction Translation). Deek, et al. concluded that the students who were 
receiving this alternative teaching method had greater self-efficacy and performed better than 
those students receiving tuition in a traditional methodology, since it is recognized that self- 
efficacy, as well as ability, knowledge, and skill, influences achievement behaviour (Deek, et al., 
1998).
Hadar and Hadar (2007) suggested a teaching method for supporting students in learning 0 0  
concepts. Their suggested method was based on familiarizing students with modeling languages 
(UML) and a CASE tool (Magic Draw 11 and Java as language) in the early stages of their 
learning 0 0 , and iterating between model and code. The iterative concept was based on 
successive abstract modeling and detailed implementations by coding to build an understanding 
of the basic concepts of 0 0 . The lecturer initially draws the fundamental entities’ shapes and 
their associations, discusses their theoretical meaning, generates the code automatically to 
demonstrate the code shell (class name, methods etc.) and concludes with inner detailed code 
insertion. After generating the code and viewing abstract as well as detailed levels (diagrams and 
code) on the same screen, the students are expected to absorb the equivalence of the two views 
and become familiar with the simplified abstract representation. As a result, the authors found 
this iteration between abstract visual models and concrete implementation positively affects 
students’ focus on the different aspects of 0 0  basic concepts. Instead of deciding whether to 
teach programming or modeling first, they proposed to teach them both in parallel, alternating 
between these two views.
Moreover, according to an international survey of opinions (Lahtinen, et al., 2005), which 
involved more than 500 students and teachers from six different universities to provide 
information on the difficulties, both experienced and perceived, when learning and teaching 
programming, both students and teachers agreed that the practical learning situations were the
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most useful. Even if the theory is very important in learning programming, students also need to 
be engaged with the environment to understand the concepts (Lahtinen, et al., 2005). In addition, 
psychological studies, such as that of Winslow (1996), indicated that the key to turning a novice 
into an expert is practice, starting with simple facts and problems and working up to more and 
more complicated facts, strategies and problems. The more practical and concrete the learning 
situations and materials are, the more learning takes place (Winslow, 1996). Therefore, many 
educators believe that there is a need to support the learning of programming concepts by using 
visual tools, allowing the students to be fully engaged with the environment and to encourage 
them to practice more (Ragonis & Ben-Ari, 2005b).
3.1.3. Integrating Visualization
Programming is an environment where the possibility of students making syntax errors is high, 
which can cause them to be frustrated, lose confidence, and refrain from taking subsequent 
programming courses (Daly, 2011). In the twenty first century, programming courses must be 
redesigned to be more suitable for the new generation of students who have grown up with 
computers, gaming, and interactive user interfaces. Therefore, engaging students with tools that 
will show what happens when a program executes may enhance the students’ understanding and 
confidence (Benaya & Zur, 2008; Liberman, et ak, 2011; Mhashi & Alakeel, 2013). According 
to a meta-analysis of twenty one experiential evaluations (Hundhausen, Douglas, & Stasko,
2002), engagement and involvement with the learning environment produced significant positive 
results in students’ understanding rather than just viewing and watching the learning 
environment. Moreover, Grissom, McNally and Naps (2003) presented results of a multi­
university study, measuring the effect of varying levels of student engagement (No viewing. 
Viewing, Responding) with algorithm visualization (AV) to leam simple sorting algorithms. 
Their study compared the performance of three treatment groups having different levels of 
engagement with visualizations. They concluded that the more students become engaged in 
additional activities stmctured around the visualization, the more students understand and leam 
the concepts.
Therefore, one may hypothesize that programming courses must have a good visualization 
integrated program development environment to support innovative instmctional methods.
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improve classroom experience for teaching novice programmers, reduce the complexity, enhance 
understanding of concepts and make the invisible visible (Chuda, 2007; Dann, et ak, 2003; 
Stephen, Elizabeth, Ogao, Franklin, & Ikoha, 2012). However, teachers should always remember 
that technical tools and visualizations are just learning aids and materials. It is also necessary to 
consider educational issues when designing these technical aids (Ala-Mutka, 2005). In other 
words, regardless of how good the tools are, they can still be used either effectively or 
ineffectively (Ala-Mutka, 2005).
Visualization tools affect our daily lives through usage in many fields, including scientific 
research and education (Dominik, 2000). In the late 1980's, visualization software emerged for 
the purpose of creating and interactively exploring graphical representations and graphically 
illustrating various concepts in CS (Naps, et ak, 2002). Visualization offers a technique for 
seeing the unseen. Visualization is the process of transforming information into a visual form, 
enabling users to understand the given information (Chuda, 2007). Prof. Dr. Gitta Dominik 
(2000) defined computer visualization as “a computer generated image or collection o f images, 
possibly ordered, using a computer representation o f data as its primary source and a human as 
its primary target”, (pp.4)
Many previous studies describe the students’ engagement with visualization tools in their 
programming learning process, with the purpose of evaluating how these tools could help the 
students leam programming and determining which one is more effective. Although it is possible 
to find studies with contradictory conclusions, it is also possible to find interesting suggestions 
and comments.
Rowe and Thorbum (2000) developed Vince, a Web-based tool to help students understand the 
execution of C programs. Their tool visualizes the workings of a C program step by step, 
showing the contents of the computer memory and providing students with explanations of each 
step. The study showed that Vince had a positive effect on students' teaming, and it was 
considered a good supplement for an introductory programming course.
Rodger (2002) developed a course, CPS49S Animation and Virtual Worlds for non-CS majors, 
at Duke University to teach students CS concepts and programming through simple animation 
and 2D and 3D virtual worlds. The course consisted of five main units: HTML; a scripting
24
language (JAWAA); a programming modeling environment (StarLogo); an interactive 
programming environment (Alice); and a simple programming language (Karel++). The 
researcher concluded that Alice was the most popular tool, due to, as based on students’ 
comments, the easiness of its interface, the clearness of its tutorial, and the interactive feature 
while programming.
Boyle (2003) developed materials for visualizing certain programming concepts and described 
them as pedagogically rich compound learning objects. Each object is designed towards a certain 
learning goal. The approach combined together several features visualizing the execution of, e.g. 
“instantiating objects”, and giving students questions and tasks relating to the concept. The 
benefit of this approach is that these kinds of objects can be easily adapted for use and 
incorporated into education.
Ragonis and Ben-Ari (2005b) described the influence of using static (class and object) 
visualization on understanding program flow in OOP. The result was obtained from a research 
project on the learning of OOP by high school novices. The students studied OOP in the tenth 
grade using Java and BlueJ. The researchers concluded that students did understand the main 
concepts of OOP due to the BlueJ environment, which seemed to be a panacea for exercising 
OOP concepts and an excellent teaching tool for novices.
Yadin (2011) believed that using visual environments may help students to understand some of 
the abstract concepts related to programming and problem solving and decrease the dropout 
rates. He used “Karel the Robot” Microworld as an aid tool in an introductory computer science 
course to strengthen the students’ algorithmic capabilities and provide an easier way of 
understanding. Unfortunately, the new course structure had no positive effect and the percentage 
of failing students remained high. The reason for this failure may be that “Karel the Robot” 
caused more confusion and misunderstanding since Karel used an 0 0  approach and the course 
concentrated on procedural programming approach. As a follow-up, he replaced “Karel the 
Robot” with GVR (Guido Van Robot), a Python- based implementation of Karel. The change 
showed successful results, and the number of failing students was reduced. This conclusion 
might underscore the fact that one tool could have a different effect to another tool (Yadin, 
2011).
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Presenters at many SIGCSE and ITiCSE conferences have developed and introduced various 
visualization or educational tools oriented toward CS education (Grissom, et ah, 2003). Their 
objectives are to develop in students a reasonable level of understanding of the subject areas of 
programming, and provide a visualization environment that illustrates various concepts in CS in 
which students can apply their knowledge and acquire programming skills.
3.2. Tools and environments for teaching and learning OOP concepts
Many programming visualization tools have been developed to aid in teaching introductory 
programming courses, and have proved their significant positive impact on students’ 
performance in different universities (Benaya & Zur, 2008; Hundhausen, et al., 2002; Liberman, 
et al., 2011; Mhashi & Alakeel, 2013; Stephen, Elizabeth, et al., 2012). However, many of these 
tools have been created with different scopes. Some of them have a more limited scope, since 
they animate only a particular type of algorithm or program, such as Jeroo, and some are more 
generic tools, such as BlueJ (Georgantaki & Retalis, 2007). Moreover, many of them serve 
mainly demonstration purposes, as they can only animate a set of pre-defined programs. Others 
can animate the student’s algorithms or programs (Georgantaki & Retalis, 2007). Therefore, 
many instructors are faced with the challenge of choosing and integrating the proper tool for a 
certain educational purpose, which possibly is a time-consuming process. Choosing an 
inappropriate tool may cause the instructor and the learner to lose interest and reduce the positive 
impact of this tool toward a subject. Thus, instructors must be aware of the factors that could 
guide or infiuence them when choosing the visualization tool to teach or leam programming 
(Stephen, Franklin, Patrick, Peter, & Elizabeth, 2012). These factors could be in the form of a 
programming visualization tool taxonomy that can act as a guideline for pedagogical aspects 
(Stephen, Elizabeth, et al., 2012). We will discuss this next.
3.2.1. Visualization tools taxonomies
Several taxonomies have been developed to classify visualization tools with different 
perspectives. Many social science and other fields have used taxonomies to help in recognizing 
and solving problems. During intensive research, taxonomies lead authors towards finding 
solution to certain problems (Stephen, Franklin, et al., 2012). Price, Baecker and Small’s
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taxonomy (1993) is one of the most common taxonomies of software visualization, but it does 
not focus on the pedagogical aspect.
From a cognitive learning aspect. Naps et al. (2002) provided a taxonomy of learner engagement 
with visualization tools. They defined six different forms of student engagement with the 
visualization tools (No viewing. Viewing, Responding, Changing, Constructing and Presenting) 
and classified the effectiveness of each one. In addition, Myller, Bednarik, Sutinen and Ben-Art 
(2009) have extended Naps et al.’s engagement taxonomy in order for students to interact with 
input and to be able to modify the source code. Table 3.1 illustrates Naps et al.’s engagement 
taxonomy including the extended level of engagement.
Table 3.1 The Visualization Engagement Taxonomy with the extended levels
No viewing
Viewing
Controlled 
viewing *
No visualization technology is used at all. Students are reviewing the source code or the 
learning material without any visualization involvement.
The visualization is viewed without any interaction. Students are just looking at the 
visualization or the program output.
The visualization is viewed and the students control the visualization, such as changing the 
speed o f animation.
Entering input * The visualization allows the students to enter input into a program or parameters into a method 
before or during their execution.
Responding The visualization is accompanied by questions which are related to its content. For example, 
students are answering questions as if  the visualization has bugs during the debugging activity. 
However, responding to a question may involve activities that ultimately culminate in further 
viewing activities.
Changing The visualization is allowed to be modified. Students are allowed to change the input o f the
code in order to explore the code’s behaviour in different cases.
Constructing The visualization o f the program is created interactively by the student’s code construction.
Presenting The visualization is presented and explained to others for feedback and discussion. The
presented visualization may or may not have been created by the students themselves.
Reviewing* The visualization is viewed for the purpose o f providing comments, suggestions and feedback
on the visualization itself or on the program.
The levels marked with (*) belong to the extended engagement taxonomy (Myller, et al., 2009)
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3.2.1.1.The Stephen, Franklin, Patrick, Peter and Elizabeth taxonomy
Due to the lack of a comprehensive taxonomy focused on pedagogy, Stephen, Franklin, Patrick, 
Peter and Elizabeth (2012) enriched Price et al.’s taxonomy by presenting four basic levels of 
visualization program with a focus on pedagogy which are further subdivided into lower levels, 
as follows:
1. Interface; describes the visual representations used by the tool and how the user interacts 
with it.
a) Visual Representation: These programs have been utilized to provide visualization. They 
may include any of the following or a combination:
• Primitive: this kind could be grouped into simple or composite objects, and worlds.
• Standardized: this kind refers to those visual representations that are universally 
acceptable, such as UML diagrams or flow charts.
• Metaphorized: this kind mimics the behaviour of a certain animal, human processes 
or any character the designer wishes to utilize. For instance, the Jeroo tool uses a 
kangaroo-like animal to perform their program.
b) User Interaction: most of the visualization tools have the graphical user interface (GUI) 
feature; therefore they use some predefined controls and icons (images). This interaction 
could be subcategorized into:
• Pre-defined: this kind forces the students to follow a predefined sequence of steps 
within the visualization tool. Alice is one tool that mostly uses this approach.
• User-defined: unlike pre-defined, this kind allows the student to write and control the 
program to be visualized. The tools in this category may include built-in examples, 
but the student has the discretion of modifying and developing his/her program.
• Enhanced interactivity: this kind provides further interaction modes with the student 
in addition to allowing definition by student, like ViLLE. For instance, the system 
may generate some questions that require the student to respond to estimate his/her 
understanding.
2. Pedagogy: comprises the details of various desirable educational features that ought to be 
considered when choosing a tool.
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a) Programming paradigm: it refers to a specific style or pattern for programming. The 
visualization tools support different computer programming styles and are designed to 
visualize some language(s) which obey a certain paradigm.
• Logic programming: uses mathematical relations and logical inferences, where 
various logical statements are stored in a database and used for decision making.
• Procedural programming: uses the concept of mutable data and imperative procedures 
or functions to modify that data in order to solve problems.
• Object-Oriented programming: uses objects containing both actions and data. These 
objects communicate by passing messages. It seeks to mimic the real world 
environment. Most of the visualization tools are being developed to visualize OOP.
b) Platform: it refers to the operating system within which the tool can run. A tool can be 
platform specific or multi-platform (Portability). Most tools could be run in various 
operating systems.
c) Scope: it refers to the comprehensibility of the visualization tool in covering the language 
it visualizes. This category may be deemed necessary to meet the objectives of the 
course:
• Programming constructs: this feature refers to the tool’s support of the basic 
programming elements such as declarations, expressions, assignments, data types and 
control construct support. The control constructs are looping structures, decision 
making structures and recursion.
• OOP concepts: this feature supports the 0 0  features. They are expected to support all 
the features of inheritance, polymorphism and encapsulation in a manner that can be 
easily understood.
d) Language support: it describes a system’s ability to support the specific programming 
language(s) the tool visualizes. A tool that has been developed to aid one in learning 
computer programming should reflect the correct syntax of the programming language. It 
should be able to provide a scenario similar to the one required when engaging in a real 
programming exercise:
• Language compatibility: this feature refers to how well a visualization tool is 
compatible with programming language syntax. This feature should enable the 
student to switch easily from a visualization tool to a real programming environment.
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If certain features are not in line with the real language, then this may be a point of 
confusion to students, especially novices. Most tools support only a single language.
• Multi lingual: this feature offers the user to write a program in one language, and the 
tool converts the code into its equivalent in another language.
3. Visualization: refers to the manner in which the tool presents the visual and audio cues. It is
considered as independent as it is the core of any tool.
a) Static: this kind does not offer any animation and the visual cues are fixed on the screen 
with no movements.
b) Dynamic: this kind refers to the ability of a tool to offer animated visualization. The 
animations may be controlled or uncontrolled where once the student executes a program 
code, it continues to completion with or without the option to stop.
c) Multimedia: this kind includes such things like audio or video and probably some textual 
information that gives some explanations.
4. Meta Language: provides a collection of other independent factors that go beyond the tool
itself but are crucial:
a) Availability: it refers to how the tool can be made obtainable to students either as open 
source software or as proprietary software. To maximum the utilization, the tool must be 
readily available.
b) Installation: it refers to how easily the visualization tool can be installed. This is vital 
especially for novice students who may be in the process of learning various concepts of 
computing.
c) Extensibility: it allows users to add more ftinctionality to the existing tool.
d) Integration: it refers to the ability of a tool to interwork or support features of another 
visualization tool system.
e) Simplicity: It refers to how simple the tool is to understand and how easy it is to interact 
with. Many educators expressed that they would strongly consider this feature while 
teaching novices (Stephen, Elizabeth, et al., 2012).
Figure 3.1 illustrates the subdivision levels of these categories based on the work of Stephen,
Franklin et al. (2012) and the addition of the Simplicity category from the work of Stephen,
Elizabeth et al. (2012). Their classification was based on 2 years of students’ experiences while
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using various visualization tools and specifying the factors that influenced their choice of 
nominating the best tool.
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Figure 3.1 The Stephen, Franklin, Patrick, Peter and Elizabeth Taxonomy
3.2.1.2.The Powers et al. taxonomy
Many different tools that support the new 0 0  features or combinations of 0 0  features to help 
novices leam to program have become available due to the transition from procedural languages 
to 0 0  languages. Powers et al. (2006) classified the available tools that help novices leam to 
program as (Aktunc, 2013; Powers, et ak, 2006):
• Narrative tools: these support constmction of a program to tell a story in order to attract 
students to be interested in the programs they build and spend significant time on a task, 
(e.g. Jeroo and Alice).
• Visual programming tools: these support construction of programs by a drag and drop 
method. The general purpose of these tools is that the user interface enforces program 
stmcture, preventing phrase stmcture errors (e.g. Alice and Scratch).
• Flow-model tools: these build programs through connecting program elements to 
represent the order of computation. Their purpose is to reduce the complexity of the 
programming burden by allowing students to visualize how programs work, and develop
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algorithms in a more intuitive fashion and focus on solving the problem (e.g. Fujaba, 
BlueJ and Raptor ).
• Specialized output realization tools: these embody state and behaviour and provide 
execution feedback in visual ways, such as multimedia and animation (e.g. Jeroo, Karel 
the Robot, Alice and Second Life)
• Tiered language tools: these can be used by novices to develop their expertise by using 
more sophisticated versions of a language gradually. They start with the minimal syntax 
and complexity, with error messages designed to provide feedback appropriate for the 
students' understanding of the language. Then new features are added and new error 
messages are modified to reflect students' current understanding of the language (e.g. 
PIIPOO and Drscheme).
3.2.2. Examples of Visualization educational tools
Nowadays students grow up with computer-based graphical environments and multimedia 
videogames which have gained ground among computer users. Thus, text-based programs and 
command lines are neither impressive nor familiar to students and the traditional approaches to 
programming have became old fashioned and uninteresting to them (Guzdial & Robertson,
2010). Dynamic program visualization tools visualize execution of programs. They usually show 
how the execution of programs progresses by highlighting parts of the code under execution and 
by visualizing changes in variable states (Rajala, Laakso, Kaila, & Salakoski, 2008). In addition, 
multimedia visualization could add more features to a dynamic visualization tool that could 
make these tools more interesting and more interactive. The scope of the following sub-sections 
is to present some of the well-known dynamic or multimedia visualization tools for 
programming education purposes, and focus on the tools which can support the instructional 
process of the teaching and learning the OOP paradigm. However, BlueJ has static visualization 
feature, but it has to be presented due to its popularity as an educational programming 
visualization environment.
32
3.2.2.1. BlueJ
From a pedagogical perspective, the most well-known and widely used representative of the 
educational programming environments is BlueJ (Dann, et ak, 2003; Kolling, Quig, Patterson, & 
Rosenberg, 2003; Kolling & Rosenberg, 2001; Stephen, Franklin, et ak, 2012). BlueJ is an open 
source integrated development environment (IDE) specially designed for education (BlueJ, 
2013). It is developed to gradually introduce 0 0  concepts to novices. For instance, students start 
with a previously defined set of classes implemented by the Java language, then they can create 
objects and invoke methods on those objects to illustrate their behaviour. Ultimately the students 
may create their own classes (Kolling & Rosenberg, 2001). BlueJ represents these classes in a 
UML graphical standard representation (Kolling & Rosenberg, 2001). BlueJ has achieved wide 
acceptance as a very good tool to introduce OOP concepts like data abstraction, message passing 
among others, encapsulation, inheritance and polymorphism, which are normally difficult for 
students to grasp (Kolling & Rosenberg, 2001; Stephen, Franklin, et ak, 2012). However, it is a 
static visualization tool that does not contain the animations of the source code but generates 
UML classes which can be modified as well using the editor. Some of its important features are: 
simplicity in use; visualization capability of projects; ease of installation; the interaction with 
classes creating objects and with objects invoking methods and inspecting their state; the visual 
implementation and interface view of the classes; the easy movement from visual to code 
environment; and, easy compilation with integration of error messages and source editor 
(Georgantaki & Retalis, 2007). Similar to BlueJ’s objectives, many educational programming 
environments which have been used in educational purposes are available as well, such as 
Dr Java, ProfessorJ, JPie, GiniPad, JGrasp, j Creator LE, Greenfoot, and P-coder (Georgantaki & 
Retalis, 2007). Some of these tools have frill (dynamic/multimedia) visualization features, such 
as Greenfoot, which will be described in Section 3.2.2.6.
3.2.2.2. Karel J Robot
Karel J Robot is an introduction to computer programming for novices (Bergin, 2013). It is a 
translation of the Karel++ microworld to purely Java language (Georgantaki & Retalis, 2007), 
which Karel++ (Becker, 2001) is a version of Karel the Robot implemented in C++. Karel J 
Robot uses the Java programming language to introduce the principles of OOP. It has been
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shown to be an effective learning environment for novice programmers (Bergin, 2013). It is the 
latest version in the Karel the Robot series (Bergin, 2013), originally developed by Richard Pattis 
(Pattis, 1995). Karel the Robot is one of the program simulation software packages, used for 
program visualization (Georgantaki & Retalis, 2007; Pattis, 1995). Karel the Robot operates in a 
highly concrete graphical microworld (Georgantaki & Retalis, 2007). A microworld "is a 
program that uses the same principles as the Logo programming language; it uses a turtle object 
which can be moved around, given commands, and eventually make shapes or even an 
animation" (Georgantaki & Retalis, 2007). However, Logo programming is currently over thirty 
years old and it has little in common with more recent programming languages (Kasurinen, 
Purmonen, & Nikula, 2008). The Karel the Robot series includes open source robot simulator 
programmable visualization tools filled with objects. Their environment allows students to move 
a virtual robot around the world map in 2D graphical presentations (Georgantaki & Retalis, 
2007). The robot executes a sequence of commands that the students have written as part of a 
program (Georgantaki & Retalis, 2007). In addition, according to Georgantaki and Retalis’s 
(2007) classification, Jeroo, Scratch and Alice are tools essentially following the tradition of 
Karel microworlds. These tools will be described in Sections 3.2.2.3, 3.2.2.4, 3.2.2.5.
3.2.2.3. Jeroo
Jeroo is an open source integrated development environment and microworld that was inspired 
by Karel the Robot and its descendants (Dorn & Sanders, 2003; Georgantaki & Retalis, 2007; 
Papadopoulos & Tegos, 2012; Sanders & Dorn, 2003). The tool is designed in such a way that it 
provides a smooth changeover between JAVA, C++ and C#, but still requires some deeper 
understanding to use it efficiently, which may cause finstration in the learning process (Stephen, 
Franklin, et al., 2012). Jeroo is a rare kangaroo-like animal living on the fictitious Santong 
Island, having a way of moving about its island in four main compass directions. Jeroo was 
designed to help novices in begirming programming courses learn the semantics of fundamental 
control structures, learn the basic notions of using objects to solve problems, and learn how to 
write methods that support a functional decomposition of the task, by engaging students with 
visible storytelling and animated execution (Dorn & Sanders, 2003; Georgantaki & Retalis, 
2007; Sanders & Dorn, 2003). It is true that this tool helps novices to leam the fundamentals of 
OOP, but only to a limited extent (Dorn & Sanders, 2003; Sanders & Dorn, 2003). Its main goal
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is to eliminate variables and data types and focus on control structures, methods, and objects, not 
on high level OOP concepts (Dorn & Sanders, 2003; Sanders & Dorn, 2003).
3.2.2.4. Scratch
Scratch is a free downloadable 2D visual programming environment that allows students to leam 
computer programming while creating their own interactive stories, animations, games, photos, 
music, and then to share their creations on the web (Maloney, Resnick, Rusk, Silverman, & 
Eastmond, 2010; Resnick, et al., 2009). The Scratch project began in 2003, when researchers 
from MIT developed Scratch for youths to have the same feeling as that of constmcting with 
Lego bricks. However, they use command blocks instead of bricks with the view of developing 
multimedia animations. These blocks are shaped to fit together to make syntactic sense with lack 
of syntax errors (Maloney, et al., 2010; Papadopoulos & Tegos, 2012). The Scratch software and 
web site were publicly launched in 2007 and is now available in nearly 50 languages (Maloney, 
et al., 2010; Papadopoulos & Tegos, 2012). The Scratch web (http://scratch.mit.edu/) allows 
students to share their Scratch projects, receive feedback and encouragement from their peers, 
and leam from the projects of others (Maloney, et al., 2010). Therefore, the goals of Scratch are 
to support the development of 21st century teaming skills such as critical thinking, problem 
solving, communication, collaboration, creativity, innovation, and self-directed teaming through 
tinkering and collaboration with peers. It encourages young students to leam through multimedia 
manipulation exploration and peer sharing (Maloney, et al., 2010). Programming in Scratch is 
done by snapping together, using the mechanism of drag and drop, colorful command blocks to 
control 2-D graphical objects called sprites, moving on a background called the stage (Maloney, 
et al., 2010). Scratch has been used as an introduction to both Alice and Greenfoot, as all are 
intended to introduce programming to novice programmers, support rich graphics and sound and 
let users create projects that connect to their interests (Maloney, et al., 2010). However, Alice 
and Greenfoot target older students than Scratch, introduce class-based OOP, and emphasize 
Java, whereas Scratch is intended for teaming the types of variables and control flow stmctures 
(Maloney, et al., 2010).
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3.2.2.5. Alice
Alice is a 3D interactive graphies programming environment that has visual and narrative aspects 
built by the Stage 3 Research Group at Carnegie Mellon University under the direction of Randy 
Pausch. Alice is an open source teaching tool written in Java. Alice 1.0 was developed in 1992, 
and Alice 2.0 was developed in 1999 (Aktunc, 2013; Alice, 2013; Cooper, Dann, & Pausch, 
2003b; Dann, et al., 2000; Dann, Cooper, & Pausch, 2005; Pausch, et al., 1995). The goal of 
Alice is to introduce and explain OOP concepts (such as a fundamental introduction to objects, 
functions/methods, decision statements, loops, recursion, collections/arrays, inheritance and 
encapsulation) easily to novices by developing interesting 3D environments, such as creating an 
animation for telling a story, playing an interactive game, or a video to share on the web. In 
Alice, students can create visual worlds and populate them with some attractive animated 3D 
objects. Then, students use the mechanism of drag and drop to create a program and manipulate 
this virtual world to create scenes in their animation. Alice has a quick visual feedback feature 
which makes it easy for students to debug and leam from their mistakes (Aktunc, 2013; Cooper, 
et al., 2003b; Dann, et al., 2000, 2005; Pausch, et al., 1995). In general, Alice is programmed in 
Java and designed to give students the opportunity to begin thinking algorithmically (Daly,
2011). The program code corresponds to standard oriented programming language statements, 
such as Java, C++, and C#. Then, students can see their programs in action, understand the 
relationship between the programming statements and the behavior of objects, and then gain 
experience with all the programming constmcts typically taught in an introductory programming 
course (Cooper, et al., 2003b; Daim, et al., 2000, 2005; Pausch, et al., 1995). Many studies used 
Alice to prepare students for introductory CS especially for those who are considered at-risk of 
failure, those who want to teach an object-first approach, those who want to teach particular 
concepts such as recursion, or those who want to help the instmctor to teach the basics of an OO 
paradigm (Aktunc, 2013; Cooper, Dann, & Pausch, 2003a; Dann, Cooper, & Pausch, 2001; 
Dann, et al., 2003; Moskal, et al., 2004).
3.2.2.6. Greenfoot
Greenfoot is an open source project in the Programming Education Tools Group, part of the 
Computing Education Research Group at the School of Computing, University of Kent in
36
Canterbury, UK (Greenfoot, 2013). Greenfoot was originally inspired by considering the 
combination of aspects of two popular kinds of teaching environments: the simplicity and 
excellent visualization representation of microworlds, such as Karel the Robot, and the flexibility 
and strong support for direct object interaction environments, such as BlueJ. However, Karel the 
Robot lacks direct interaction with objects, while in BlueJ, the object visualization lacks detail 
and appeal compared to microworlds. Therefore, Greenfoot combines the strengths and 
functionality of microworlds and BlueJ without the resulting problems of representation 
(Henriksen & Kolling, 2004). Greenfoot is a two-dimensional environment which provides a 
sophisticated interactive microworld by providing built-in support for behaviour visualization 
and direct interaction (Henriksen & Kolling, 2004; Papadopoulos & Tegos, 2012). The main 
objectives for Greenfoot are to promote OOP thinking, enhancing student understanding of 
concepts such as inheritance and object relations, and provide immediate visual feedback 
(Henriksen & Kolling, 2004; Papadopoulos & Tegos, 2012). It allows students to alter the 
behaviour and the graphical representation of the objects by textually editing the Java code from 
the text editor or by scripting new functions; and gives students the opportunity to build games 
and simulations, and interact with classes with flexible visual programming (Papadopoulos & 
Tegos, 2012). Greenfoot makes the environment easy enough to use for beginners, and Java 
makes it powerful enough to write impressive, flexible and sophisticated applications. However, 
many argue that this tool may not be well suited for novice programmers because of its advanced 
syntax complexity. Nevertheless, Greenfoot can still be a valuable tool for facilitating the 
transmission from a non-textual microworld to a real programming language (Papadopoulos & 
Tegos, 2012).
3.2.2.7. Jeliot 3
Jeliot 3 was developed at the University of Joensuu to aid learning and teaching of procedural 
and OOP for novices (Moreno, Myller, Sutinen, & Ben-Ari, 2004; Stephen, Franklin, et al.,
2012). Jeloit 3, an open source project, is an upgraded version of the Jeliot family with some 
modifications and additional features to prevent users from the experiencing the limitations of 
the old versions (Moreno, et al., 2004). Jeliot 3 goals are to reuse as much existing code as 
possible and to provide production of several visualizations which require the extensibility 
feature. The key feature of Jeliot 3 is the fully or semi-automatic visualization (dynamic
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visualization) of the data and control flows. It involves the students with the construction of their 
own programs and at the same time the visual representation, using UML-like notation, of the 
programs’ execution. Jeloit 3 is user friendly with animated visualization features written purely 
in the Java language that is intended for a novice population. However, it does not recognize 
certain standard Java keywords and functions, which might cause syntax difficulties for novices 
(Moreno, et al., 2004).
3.2.2.S. VILLE
ViLLE has the same basic purpose and several features in common with Jeliot. It provides an 
abstract view of programming (not specialized on OOP). ViLLE is a language-independent tool 
which has the ability to view programming in several different programming languages (Rajala, 
Laakso, Kaila, & Salakoski, 2007; Stephen, Franklin, et al., 2012). Although ViLLE has a 
dynamic visualization feature, the visualization features are limited and present variable states in 
a textual form (Rajala, et al., 2007). It has been suggested that this textual nature works against 
the learning style of the new generation of students (Carlisle, Wilson, Humphries, & Hadfield, 
2005).
3.2.2.9. Second Life
Second Life (SL) is currently a popular virtual world platform that has also been used for higher 
education (Esteves, Fonseca, Morgado, & Martins, 2011). Some of SL’s characteristics are 
similar to those of Alice. For instance, the possibility for students to program the objects’ 
behaviour by writing simple scripts, then receiving immediate visual feedback of how their 
programs run (Esteves, et al., 2011). What is particularly special about SL is that it is a persistent 
online 3D virtual world, which allows several students to connect, interact and collaborate 
simultaneously and in the same virtual world. More than one student can edit the same object 
and include their own scripts while programming, which act concurrently on the object. In SL, 
students can also collaborate (using voice-based or text-based communication) asynchronously 
through public or private channels (Esteves, et al., 2011). Salmon (2009) considered SL as an 
environment which allows more experimentation, collaboration and immersion compared with 
other virtual learning programs.
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3.2.2.10. Robocode
RoboCode was developed and released by IBM in 2001. Robocode is a programming game, a 
free open source project, and runs on multiplatforms (O'Kelly & Gibson, 2006; Robocode,
2013). Its goal is to teach Java in a fun manner by coding a robot battle tank to compete against 
other robots in a battle arena (Georgantaki & Retalis, 2007; O'Kelly & Gibson, 2006). It offers a 
complete development environment, and comes with its own installer, built-in robot editor and 
Java compiler. Robocode is used for learning how to program, primarily in the Java language, 
and other languages like C# and .Net; it is also used for studying artificial intelligence (AI) 
(O'Kelly & Gibson, 2006). With Robocode, students easily leam and understand 0 0  concepts 
such as; subclasses; method calls; method definitions; event handling; inheritance; encapsulation; 
and, polymorphism (Georgantaki & Retalis, 2007).
Table 3.1 illustrates and provides a brief comparative analysis of the tools presented above 
taking into account the features’ taxonomies proposed by Stephen, Franklin, et al. (2012) and 
Powers et al. (2006).
3.3. Why Alice
In order to demonstrate our analysis method, we engaged novice students with one of the well- 
known open source visualization tools that include full visual (dynamic/multimedia) 
representation interface and feedback, an easy installation process, be simple to understand and 
easy to interact with. These features are based on the taxonomies presented in Section 3.2.1. 
From the comparison analysis in Table 3.2, it has been notice that Alice has all the previous 
presented features. In addition, the following lists justify why we selected Alice as an example 
intervention for this research instead of another of the above available tools:
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Table 3.2 Comparative presentation for visualization programming tools
The
Tool
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Interface
il
g-
11 
I t 1 i lig 1 I I I
Pedagogy
fl 1
II 8
1
l i
ÎI
Visualization
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>
I
I
BlueJ
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Robot
Jeroo
Scratch
Alice
Greenfoot
JeliotS
ViLLE
Second
Life
Robocode
X X X
General
Programming
NE: Not Easy for novice programmers (Stephen, Franklin, et al., 2012)
Naps et al. (2003) suggested that the main impediment to an instructor adopting a 
visualization tool for use in teaching and learning computer science concepts is the time it 
takes to select, leam and have the teaching materials for a particular tool. In addition, the 
availability of good support materials will lead to increased instmctor satisfaction and 
more widespread usage of visualization (Naps, et ak, 2003). Therefore, due to the 
previous experience the researcher has in Alice and the available demonstration material 
provided from one of the Alice team developers (Steven Cooper), Alice was the suitable 
adopted intervention for the research experiment.
A visualization tool is likely to be more widely used if it allows the user to relate or 
capture larger concepts, such as most of the OOP concepts rather than just a single
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concept or two (Naps, et al., 2003). Alice provides a very concrete notion of the concept 
of an object and supports an “object-first” approach (Cooper, et al., 2003a; Dann, et al.,
2003). Alice relates to major 0 0  concepts (class, object and its behaviour and attitude, 
decisions, repetition, functions/methods, collections, inheritance and encapsulation) and 
these concepts can be introduced through the Alice environment (Moskal, et ak, 2004). 
Since the intention of this research is to assess the students’ learning outcomes in an OOP 
course, then the selection of the appropriate educational visualization tool must have the 
features that correspond to the OOP environment, as Alice does.
Multimedia with storytelling features provide virtual world environments, such as Alice, 
Second Life and Scratch, which currently many researchers and instructors are intending 
to use in their courses. (Aktunc, 2013; Bishop-Clark, Courte, & Howard, 2006; Dann, et 
ak, 2005; Dickey, 2003; Esteves, et ak, 2011; McKenzie, 2009; Nguyen, Nandi, & 
Warburton, 2011; Rodger, 2002; Schultz, 2011). These virtual world tools are radically 
different models of education which integrate the students with such a living meaningful 
environment where they can let their imaginations expand (Esteves, et ak, 2011). 
Therefore, and since Alice has an easy-to-use 3D graphics environment that would highly 
motivate today’s generation of media-conscious students (Moskal, et ak, 2004), Alice 
was found to be a suitable tool for this experiment.
According to Powers et ak’s (2006) taxonomy in Section 3.2.1.2, one of a tool’s 
important features is the visual programming tool which has the drag and drop method, 
such as Scratch and Alice. This method eliminates the complexity and frustration of the 
syntax errors of the language that are known to discourage new programmers and allows 
the students to focus on the concepts (Daly, 2011; Nguyen, et ak, 2011). Therefore, Alice 
was found to be one of the best selections for this experiment since it has the drag and 
drop feature which prevent novices from making syntax errors and has the OOP 
paradigm, which Scratch lacks.
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3.4. Summary
Although there is an absence of a significant basis for identifying an appropriate teaching 
method, many innovative pedagogical themes and modem curricula have been applied to 
improve programming teaching methods and to meet the computing educational goals and 
objectives. Many researchers claim that visual environments help students to understand 
programming and thus decrease the dropout rates. Visualization environments illustrate various 
concepts in CS in which students can apply their own knowledge and acquire programming 
skills. This chapter presented various visualization tools which aid in teaching introductory 
programming courses at different universities. However, these tools have been created with 
different scopes. In addition, the visualization tools taxonomies classify the available tools 
according to their features to help educators select the appropriate one to teach a specific course. 
Finally, we provide justifications for choosing Alice as a candidate intervention from of all the 
available tools.
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Chapter 4
Alice: The 3D visualization interactive programming
environment
As a justification has been provided in the previous chapter that Alice was a candidate for an 
intervention, this chapter will provide details about Alice’s feature and interface. Alice is a 3D 
interactive graphics programming environment that many studies used for the purpose of 
stimulating students while learning programming.
4.1. Alice interface
In Alice, students can create visual worlds and populate them with some attractive animated 3D 
objects in creative scenes. The 3D virtual world begins with a template for an intial scene (see 
Figure 4.1). Then, students use the mechanism of drag and drop to create a program (like movie 
scripts and video games) and manipulate this virtual world to create their animation program.
Â  W e lc o m e  to  A lic e !
Alice
f T o to r ia l J fR e c e n tW o r ld s  jT e m p l a t e s  ^ E x a m p le s  f o p e n  a  w orld
T e m p la te s
1 3  S h o w  t h i s  d ia lo g  a t  s t a r t
Figure 4.1 Selecting a virtual world for an initial scene in Alice
Figure 4.2 illustrates the five regions in the colorful Alice interface that students engage with to 
create a program that generates a 3D animation scene. These regions are:
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Figure 4.2 Alice interface
1. Scene Window: allows the students to add objects to the scene by dragging them from a web 
or local gallery. Alice has many web and local galleries that include classes defined as 3D 
models, as shown in Figure 4.3. Students can create and manipulate interesting 3D objects (such 
as an ice skater from the People gallery, or a frog from the Animals gallery), and create their 
virtual world based on these predefined objects. When an object is created, this situation is called 
instantiating the class because an object is an instance of that class. All objects of the same class 
share some commonality. In addition, the scene window also allows students to position and 
resize objects to create an initial state for their virtual worlds.
ocal GaSeiy (Enghsh) B
Î
Figure 4.3 Alice local gallery 3D models
2. Object Tree: provides a hierarchical list of the represented objects and their subparts, as 
shown in Figure 4.4. Students can select the object they would like to work with by clicking on 
the name of that object in the object tree.
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Figure 4.4 Alice object subparts
3. Object Details Area: provides additional information about the object, such as the object’s 
properties (color, opacity), the methods that the object can perform (move, turn), and the 
questions (functions) the object can ask about the state of the world (distance to, width), as 
illustrated in Figure 4.5. Students can change the properties of their objects, build a new object 
method from scratch, or drag the available object method (such as skate and spin) or functions 
from the object details area and drop them into the editor area to create visual animations.
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Figure 4.5 Alice properties/methods/functions editing interface
4. Editor Area: allows students to create, view, and edit their code. Students can create their 
programs by dragging and dropping the statement into the main window '"world.my first 
method', as in Figure 4.6, instead of writing the code. This mechanism helps to avoid syntax 
errors that are known to discourage new programmers (Nguyen, et al., 2011). The method 
"world.my first method' is considered the main method where the execution of the statements 
starts from. Students can drag the primitive (built-in) methods and functions from the object 
details area and the control structures statements (If/Else, While, DoTogether, etc.) from the 
bottom line of the editor area to implement the code, as shown in Figure 4.6. In addition, 
students can create their own method or function. Each new method/function will be opened in 
the editor area as a tab in the tabbed pane so students could create the method/function’s code, 
such as the "cleverSkater.SkateAround' method seen in Figure 4.6.
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#  world.my first method #  cteverSkater.SkateAround
world.my first method no parameters 
No variables
create new parameter
create new variable
CteverSkater.SkateAround
Do in order Do together WEIse Loop ; While For all in order
For all together Wait print fll
Figure 4.6 Alice editor area
5. Behaviors Area: provides a mechanism to allow students to interact with the Alice virtual 
world using keyboard and mouse inputs as illustrated in Figure 4.7. The animations where 
characters play out a scene or a virtual world where objects respond to mouse and keyboard 
inputs are more attractive than text-based programs (Aktunc, 2013).
When /  is clicked on anything , do Nothing
I I
Drag the object Drag the method
Figure 4.7 Alice event creation
The visual animated output of the program can be easily accessed and students can watch their 
animation at anytime by using the play button, as seen in Figure 4.8.
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Figure 4.8 Alice output interface
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4.2. Alice features
Alice provides many features for students to use together in a program. The features that students 
need to use to create their programs include the following;
4.2.1. Initial scene
The first step in implementing the animation program is to create the initial scene. Students must 
go to the galleries (as shown in Figure 4.3) to choose objects which are going to perform the 
animation motion. Students must move them, resize them, or change any of their properties to 
start the program with their proper attributes.
4.2.2. Instructions to create an animation action
An instruction is a statement that is executed to make an object perform a certain action. Action 
commands are similar to statements in traditional programming languages. In general, actions 
could be performing a transitional movement of an object within the world (move, turn, roll, 
etc.), or could be changing the physical nature of an object (resize, change the degree of opacity, 
etc). In addition, every object in an Alice world has a repertoire of instructions which know how 
to perform certain animations. These instructions are actually primitive methods built in the 
Alice environment. The primitive methods can be organized into one method (World/Object 
level method, as will be described in Section 4.2.5) which can work by itself to carry out a small 
piece of the overall program. Each primitive method performs its own action, but all methods in 
a program work together to create the overall animation. Reliable animations or scenes are 
performed from multiple actions working together using the "Do together" statement or 
sequentially using the "Do in order" statement as shown in Figure 4.6.
4.2.3. Functions
Functions are utilitarian kinds of questions that check for information about the world and 
objects. This information is stored in properties in the Details Area, where students can ask 
questions about these properties, as shown in Figure 4.5. Functions could be similar to the “getter 
method” in the Java language which returns the value of an instance variable of an object (Deitel 
& Deitel, 2012).
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For instance, the Alice environment provides a set of built-in functions which students can use to 
ask about properties of objects (e.g. width, height), position of an object in the world, 
relationship of an object to another (e.g. distance to), checking a condition (e.g. is taller than) or 
computing a value students need. In addition, students in Alice can perform arithmetic operations 
on the values of the object’s properties by using expressions. An expression is a mathematical 
operation on numbers or other kinds of values used by the students to perform arithmetic 
operations, as shown in Figure 4.9.
( mummy distance to pharoah — ^  . 2 ~ >
Figure 4.9 Math expression in Alice
Moreover, Alice allows the students to create their own functions and implement their own 
questions. The newly created function must have a name and selected returning type such as 
number, Boolean, object, etc, as shown in Figure 4.10.
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O  Other™  I
□  m a k e a  (List ▼I
Figure 4.10 Creation of a new function in Alice
The new function could be combination of built-in functions and arithmetic and logical 
expressions. For example, a new function can calculate the distance between two objects (e.g. 
pharaoh and mummy). However, to avoid a collision between the two objects, students could 
subtract half of the sum of the pharaoh’s and mummy’s widths from the distance, as seen in 
Figure 4.11.
W orld.distanct Nop^ameten 1 c r e a te  new  p a r a m e te r  |
No vanaOlÊS 1 c r e a te  n ew  var iab le  |
D oNom ii
R etu ra  ( m um m y d is ta a c e to  p ta r o a t i  ( ( ‘aw td tli » 5 M t ^ « p i ia r o a i )  's u M t a  ) / 2  )
Figure 4.11 An example of created new function "'distance’' in Alice
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4.2.4. Control structures
A control structure is a programming statement that allows students to control the order of 
instructions during execution. There are two kinds of control structures: Conditional execution 
and Repetition. A conditional execution is where some condition is checked and a decision is 
made about whether or not some instructions of the program code will be executed. In Alice, an 
If /else statement is used as a conditional execution control, as seen in Figure 4.6. A Repetition is 
where instructions of the code are repeated many times. There are two kinds of repetition: Loop, 
where an action is repeated a certain number of times using a counter; and While, where an 
action is repeated according to one or many conditions (see Figure 4.6).
In addition, Alice allows students to drag their own conditional expression on top of the 
conditional tile (see Figure 4.12). A conditional expression could be a function or a combination 
of functions and logical expressions that will evaluate, at runtime, to be either true or false.
A mummy -  ; turn to face pharoah ~  ; m ore. ^  
ïRW hfle mummy -  : distance to pharoah -  : ^  >  2 ^
Figure 4.12 The conditional expression in the While statement in Alice
4.2.5. World and Object level methods
A method is a coordinated sequence of instructions that will be carried out when requested. A 
method is used to organize several primitive methods into one method. Each method in a 
program performs its own job, but all methods work together to create the overall animation. A 
method may allow the students to think abstractly about an overall task instead of all the small 
actions that are needed to complete the task.
Alice provides two kinds of methods: a World level method and an Object level method. A 
World level method usually involves actions of more than one object. It can be thought of as 
prescribing the behavior of many objects together. In Alice, any world method is named and 
created under the "world" part in the object tree, such as the method worldCheck shown in 
Figure 4.13. The World level method is similar to the concept of a static method in the Java 
language (Deitel & Deitel, 2012). A static method is a method that performs a common task 
without depending on the contents of any object. It is created and called without creating a
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specific object. On the other hand, an Object level method defines new actions to be carried out 
by an object acting alone. Although the 3D objects are already defined by primitive methods, it is 
natural to think about extending the actions of an object by creating and using Object level 
methods. This method is completely correlated to the object which students can save along with 
its newly defined method as a new kind of object to reuse later; this feature will be described 
later in Section 4.2.8. In Alice, any object method is named and created under the specific object 
name in the object tree, such as method assignmentSkater. Skate Around in Figure 4.13.
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Figure 4.13 The Alice World and Object level methods interface
4.2.6. Parameters
Parameters are used to communicate with a method. A parameter acts like a basket to receive 
information and allows students to send this basket of information to a method to carry out an 
action when it is called. Most primitive methods have parameters that allow students to send 
information to them. For example a move method needs a direction (left, right, up, etc.) and 
distance in meters, such as in Figure 4.14.
iceSkater~ move u p -  1 m e t e rm o re . . .
Figure 4.14 A primitive method with its parameters in Alice
In addition, a World/Object level method could have one parameter or multiple parameters 
depending on the communication behavior of the animation scenario. A newly created parameter 
in a method must have a name and selected type such as number. Boolean, object, etc, as shown 
in Figure 4.15. Then this parameter can be used anytime and anywhere in the method code.
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Figure 4.15 Creation of a new parameter in a method in Alice
4.2.7. Variables
A variable is a piece of information about an object that stores a value while a program is 
running. This information is stored in the object’s properties in the Details Area, as in Figure 4.5. 
The value of the variable can be changed during runtime, such as changing the color of an object; 
therefore the variable is called a mutable variable. A mutable variable is introduced as a property 
that can be changed at runtime using a set instruction. This set instruction is similar to the “setter 
method” in the Java language which sets the instance variable of an object to a certain value 
(Deitel & Deitel, 2012).
Variables allow keeping track of changes, such as position, color, opacity and other properties of 
objects in the program. In Alice, students can also add a new variable with a type such as 
number. Boolean, object, etc, to a specific object as an Object level variable, as shown in Figure
4.16. The object and its new properties can be saved as a new 3D class, as will be described in 
the next section.
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Figure 4.16 Creation o f a new Object level variable in Alice
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4.2.8. Inheritance (New 3D classes)
It is useless to put all the created Object level methods and variables into one world and not be 
able to use it again in another animation program. Inheritance is creating a new 3D class based 
on previously defined objects with new features and behaviors. The basic idea is the same as in 
most 0 0  languages; adding functionality by defining new methods or new variables for a new 
kind of inherited class. Inheritance is considered one of the strengths of OOP because it allows 
students to write code once and reuse it in other programs.
To perform the inheritance procedure in Alice, the created object with its methods and variables 
must be saved as a new 3D model (with extension .a2c, which stands for “Alice version 2.0 
Class”) to use it again in other worlds. Once a new class has been created in a file, it can be 
imported into a new world with its previous created methods and properties (variables) to reuse 
them.
4.2.9. Events
An event is something that happens. In interactive programs, the sequence of actions is 
determined at runtime when the student clicks the mouse, or presses a key on the keyboard. Each 
time the student provides some sort of input, an event is generated. In response to an event, an 
action (or a sequence of many actions) is carried out, as the event triggers a response, or moves 
objects into positions that create some condition (e.g., a collision) that triggers a response. The 
event is linked to a method that performs an action; this method is called an event handling 
method (see Figure 4.7).
4.2.10. Arrays
An array is a structure that holds and organizes a collection of items. Each item is located in a 
certain position in the array structure. Alice provides a built-in 3D class “ArrayVisualization “ 
specifically designed to demonstrate what arrays are and what actions can be performed with 
them. The elements of this special array visualization are visual Alice objects.
To create an array in Alice, students begin by adding several objects to a world; then they add an 
instance ""armyVisualizatiorC" object of the ArrayVisualization class from the local gallery. A
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dialog box pops up to allow students to add each object member to the array, as shown in Figure
4.17.
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Figure 4.17 Adding objects to the created array in Alice
Each member added to the array automatically has an index showing its location in the array. An 
arrayVisualization object has a built-in object level variable, named elements, that keeps track of 
which objects are in the array and where each is located, see Figure 4.18. The order of the 
objects in the elements variable matches the order of the objects in the array.
arrayVisualization "s details 
(properties fmethods (function
Q  elements = | georgeBeette, bee, tennonBeetlT
create nev/ variabie
Figure 4.18 The Alice built-in ''elements’'’ variable of an array
In addition, the ArrayVisualization class defines properties and actions for an object specially 
designed to represent an array structure. To be able to access each individual element of an array, 
built-in functions are provided to perform this accessibility, as shown in Figure 4.19. However, a 
variable must be defined and a loop statement must be performed to access each element.
arrayVtsualizatk>n ‘s  details
fp ropertiesfm etnocts [function |
c rea te  new  function
B  array
the value a t arrayVisualization [ index ] 
arrayVisualization s  size
Figure 4.19 The Alice built-in functions of an array to access the elements
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Finally, students can combine the features provided by the mechanism of drag and drop to create 
a productive reliable scene. With all the features provided, Alice makes creating a computer 
program a different experience than that experienced with other more traditional languages. It 
provides an easy and interesting environment for learning how to program (Aktunc, 2013; Dann, 
et al., 2000, 2001; Kelleher & Pausch, 2007; Moskal, et al., 2004; Nguyen, et al., 2011; Schultz, 
2011).
4.3. The engagement of Alice in many teaching institutions
Alice is currently being used successfully and reported as a beneficial and fun OOP learning 
environment in numerous undergraduate university settings and high school programs, such as 
Carnegie Mellon University in Pennsylvania, Ithaca College in New York, Saint Joseph’s 
University in Philadelphia, and many others (Aktunc, 2013; Dann, et al., 2000, 2001; Kelleher & 
Pausch, 2007; Moskal, et al., 2004; Nguyen, et al., 2011; Schultz, 2011).
Previous studies have shown that Alice improves students’ programming performance, 
enjoyment, motivation and retention (Aktunc, 2013; Bishop-Clark, Courte, Evans, & Howard, 
2007; Cooper, et al., 2003a; Gross & Powers, 2005; Kelleher & Pausch, 2007; Moskal, et al.,
2004). In addition, Alice promotes positive attitudes toward programming, increases problem­
solving skills, and is considered a comfortable environment (Aktunc, 2013; Bishop-Clark, et al., 
2007; Daly, 2011; Gross & Powers, 2005; Moskal, et al., 2004).
Dann, Cooper and Pausch worked as a development team to introduce Alice as a pedagogical 
tool to help students leam problem solving in the particular way used in programming (Dann, et 
al., 2000). In 2001 they described an approach for introducing recursion by using Alice to gain 
mathematical insight into the recursion process, as part of a course for programmers at Ithaca 
College in New York (Dann, et al., 2001). Dann et al. concluded that using Alice offers 
computer science instmctors an approach to introducing fundamental concepts to novice 
programmers, which allows them to quickly identify and leam from mistakes.
Therefore, due to the success of their previous experience, in 2003 Dann et al. presented the 
same approach while teaching introductory CS courses. This approach was centered on
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visualizing objects and their behaviours using Alice taught as a part of the course CSl or before 
the course. The results showed that students did well in CSl in terms of dealing with objects and 
classes at a more abstract level (Dann, et al., 2003), and the objects-first approach with the 
support of Alice is a good way to help students master the complexities of OOP (Cooper, et al., 
2003a). In short, students can see and relate to the objects and their animation actions, thus 
developing a good intuition about objects and OOP (Cooper, et al., 2003a, 2003b; Dann, et al., 
2003).
Moskal, Lurie and Cooper’s (2004) project focused on examining statistically the effectiveness 
of Alice engagement, in improving the performance of CS freshmen at Ithaca College and Saint 
Joseph's University who were taking the fundamental OOP course. In addition, they investigated 
if Alice increased the retention into next level advanced programming courses. From a 
psychological point of view, the project investigated Alice’s effects on students’ attitudes and 
confidence in their ability to succeed in a computer science program. The target population was 
students who enrolled in the CSl course with Alice integration with “at-risk” behaviour, which 
was defined as students with little or no previous programming experience and perhaps weak 
math preparation. These students who were named as the experimental group were compared 
with two control groups. Both control groups were enrolled in CSl without Alice integration but 
the difference between them was that one had at-risk students and the other had students with 
low or no risk behaviour. The data collection of the students’ performance was based on 
students’ CSl grades (GPA) through the academic two years (2001-2002 and 2002-2003) and 
the result of pre/post assessments (the pre/posttest was created in the second year using short 
answer questions) before and after the CSl course. In addition, the retention situation was 
examined by tracking how many students completed the CSl course and went on to the next 
course, CS2, during the two-year period. The attitudinal behaviour toward CS was based on a 
survey distributed before and after the CSl course. The results when assessing the performance 
illustrated an absence of significant difference (p=.584) between the treatment group and both 
control groups. The authors claimed that this could be due to the low reliability of the assessment 
instrument (pre/posttest). However, there was a significant difference when the authors 
compared the treatment group’s cumulative GPA over the two years (GPA=3.03) with that of the 
at-risk control group (GPA=1.94). They thus concluded that Alice affects the performance of 
students with low CS and math skills. Moreover, 88% of the at-risk students who were
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introduced to Alice moved on to a second programming course compared 'svith only 47% of the 
at-risk students who did not use Alice. These results suggested that Alice increases the retention 
rates for students who are weak in CS and math skills. Based on the attitudinal analyses, at-risk 
students who did not attend the Alice course had a negative attitudinal change from pre-survey to 
post-survey. Therefore, the existence of Alice might maintain or enhance the positive attitudinal 
change in the introductory programming course, especially with students with low CS and math 
skills. Summarizing their findings, Moskal et al. (2004) suggested that the newly developed 
course did improve students’ performance and retention in computer science and their attitudes 
towards computer.
During the fall semester of 2005 and the spring of 2006, Bishop-Clark, Courte, Evans and 
Howard (2007) investigated quantitatively and qualitatively the effectiveness of using Alice in an 
introductory computing class over a period of the two different semesters. They hypothesized 
that students would increase their confidence and enjoyment in programming and would improve 
their knowledge of programming after a 2.5 week session using Alice. The students (N=153) 
were mostly in their freshmen year, enrolled in an introductory CS course for non-majors with 
86% having no previous programming experience. Quantitatively, pre- and post- questionnaire 
and content tests were distributed to the students before and after the sessions in programming 
using Alice. The questionnaire assessed the students’ enjoyment and confidence with 
programming while the content test assessed their understanding of programming. The sessions 
were about introducing the environment of Alice. Qualitatively, students were asked to comment 
verbally and by writing an essay reflecting on their experience after the Alice programming 
engagement. Bishop-Clark et al.’s results indicated a significant difference in students’ 
confidence after engaging with Alice in the fall semester. In contrast, in the spring semester the 
results showed some slight improvement but without reaching any significance. Based on the 
qualitative analyses, 75% of the students ended up feeling more confident programming with 
Alice, and 85% enjoyed programming with Alice; however, 91% were frustrated with the 
limitations of the Alice environment. For instance, they could not make their own objects, they 
were limited in the movements of objects, and their final product was sometimes not what they 
had envisioned. Meanwhile, when the authors assessed the enjoyment of the students before and 
after the Alice sessions, in both semesters, students showed significant differences. In addition, 
students performed significantly better on understanding the concepts after their Alice
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experience. Moreover, the qualitative results of the essay supported the quantitative analysis, 
with 90% of the students commenting that Alice enhanced their understanding of the 
programming process. Finally, Bishop-Clark et al. (2007) concluded that Alice would be a strong 
choice for an introductory programming language which enhances students’ enjoyment and 
understanding of programming. However, some characteristics of the experiment cannot be 
generalized due to some extraneous variables. The authors claimed that the successful results 
could have been influenced by working in groups rather than the environment itself, such as seen 
in the success of Bishop-Clark, Courte and Howard’s (2006) research, where students in pairs 
enjoyed programming significantly more than students who worked individually.
The previous and current literature underscores the fact that Alice and its influence on students is 
an active topic that still remains in debate and needs more investigation. Daly (2011) concluded 
that Alice provides a comfortable environment when learning programming by comparing two 
online introductory programming courses, one using Alice as a precursor to Java programming 
(N=ll) and one using pure Java programming (N=18). The two courses had identical teaching 
material but two different instructors. The data collection was based on a survey distributed at 
the beginning and end of the course to measure students’ confidence level with basic 
programming concepts. Alice significantly improved the confidence level when learning 
particular concepts (objects, classes, methods, parameters, arrays, and variables) whereas the 
confidence level for other concepts (condition, loop, events, and expression) showed no 
improvement. In general, the results indicated that the students in the Alice/Java course had a 
higher level (gain= 1.85) of confidence overall when compared to those in the pure Java course 
(gain=0.69).
The goal of the faculty in Tarleton State University is to explore new ways to teach the 
programming logic course to prepare students for their first programming class (Schultz, 2011). 
Therefore, Schultz (2011) compared the Computer Information System (CIS) students’ attitudes 
towards the effectiveness of the programming learning environment in the programming logic 
course. One group of students (N=23) were introduced to Alice and the other (N=20) were 
introduced to a traditional programming environment using flowcharts and pseudocode. The 
hope was that Alice would attract more students to the programming field. The comparison was 
based on the students’ response to a survey in the spring of 2010. Students were asked about
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their programming confidence, success, applicability, and preparedness in the course. The 
responses indicated that Alice did not result in a significant change in students’ perceptions of 
the programming logic course, with both groups reporting high levels of satisfaction with their 
respective learning experience. Schultz (2011) claimed, supported by Nguyen, Nandi and 
Warburton’s (2011) qualitative analysis, that this result might be due to the technical burden the 
students faced during the installation process, or due to the disconnect between the types of 
problems being solved in Alice and the business problems being presented in the first 
programming logic course. Therefore, Schultz recommended more research that goes beyond 
analyzing the students’ attitude and motivation while integrating with such a visualization tool. 
Analyzing and assessing the performance of students in programming are important and produce 
valuable and rich data in the environment of educational fields.
Few of the studies on Alice have aimed to identify the elements that contribute to the mixed 
results of Alice’s influence. One study which focused on the reasons for the mixed results was 
that conducted by Nguyen et al. (2011). Their objective was to find any correlations between the 
level of students’ satisfaction and their pedagogical environments. The result showed that the 
learning environment (online or on campus) did not, quantitatively or qualitatively, influence 
students’ attitudes towards Alice. In addition, the authors statistically identified and measured 
some other factors such as student characteristics and Alice-specific features that may be 
associated with students’ attitudes towards Alice. When the authors correlated the satisfaction of 
Alice with student characteristics, they found that the prior programming and math skills did not 
correlate with the liking of Alice. On the other hand, they found a strong relation between mature 
age (over 25 years old) and the students’ attitude toward Alice. This finding suggested that Alice 
could have a positive effect on mature and older students as well as younger ones. Furthermore 
and fi’om a technical aspect, when Nguyen et al. (2011) analyzed the correlation between Alice’s 
features and the student satisfaction toward Alice, they found that the graphical and animated 
environment that Alice provides and the drag and drop method are the most significant features 
that enhanced the satisfaction with Alice. In addition, based on their qualitative analysis results, 
students acknowledged that Alice helped them leam some programming concepts easily, 
especially some OOP concepts such as how to build classes and methods. They were also 
satisfied with the feature that they could track errors fairly easily.
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Although Alice has received publicity in many universities, it has received a number of 
criticisms and some drawbacks of using it while learning programming have been noted 
(Clibum, 2008; McKenzie, 2009; Nguyen, et al., 2011). Based on 76% of the students’ opinion 
in Nguyen et al.’s (2011) study, Alice with its bugs, installation burdens, frequent crashes, 
inconsistent behaviour or messages could cause frustration and dissatisfaction. In their study, 
they found that 46.5% of the students had neutral satisfaction toward Alice. Furthermore, 
Nguyen et al (2011) found that 43.5% of the students and Clibum (2008) found that 40.5% of the 
students were not convinced of the benefit of Alice while learning programming. 27.4% of the 
students were not eager to continue using Alice (Clibum, 2008). In addition, Mckenzie (2009) 
believed Alice was not appropriate for some undergraduate leamers because the program is not a 
fully developed program that suits the industry’s needs. It could be that the storytelling 3D 
environment is not the appropriate environment to use when teaching business programming, for 
example, which has different programming problems which are far beyond the Alice 
environment (McKenzie, 2009; Schultz, 2011).
These limitations might be caused by the very simplicity and ease of Alice use that they or other 
students are satisfied with. Alice’s features could impact on students’ behaviour or performance 
differently. For instance, although the drag and drop feature eliminates the frustration of dealing 
with syntax, sometimes this feature causes students’ dissatisfaction toward the tool, as they 
cannot write their own code, and also they cannot leam actual program writing (Nguyen, et ah, 
2011). In addition, although the availability of built-in objects in Alice galleries could have a 
positive effect on some students, some could see that these objects limit their imagination’s 
expansion to build up their own (Bishop-Clark, et al., 2007).
Due to the above limitations, some students prefer to use either Java or other programming 
languages (C++, Visual basic, etc) which can enable them to work with real world situations 
(Nguyen, et al., 2011). In Clibum’s (2008) research, due to the high rate of dissatisfaction toward 
Alice, his CS department decided to stop using Alice in CSl for the Spring 2008 term.
If Alice can be deployed for an ideal group of students, such as those of a mature age (Nguyen, 
et al., 2011), or a specific group of undergraduate students (McKenzie, 2009), its benefits may 
likely outweigh its disadvantages.
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4.4. Summary
This chapter provided a description of Alice’s features and interface. Students can combine these 
provided features by the mechanism of drag and drop to create a reliable efficient scene. Despite 
the fact that Alice has received strong arguments for its effectiveness and success in the learning 
programming process, according to some studies it has some limitations that dissatisfy the 
students. In the next chapter we move on to present a comprehensive assessment method.
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Chapter 5 
The assessment method
Despite many years of research into learning in higher education, and the varied differences in 
students' learning skills and students' difficulties while learning, it is not easy to translate this 
knowledge into particular standard teaching techniques for higher education that suit all students' 
learning behaviour and solve all the obstacles that they face while learning. This could be partly 
because education deals with different subjects and concepts, and students come with different 
backgrounds and expectations about learning.
Many students find programming, and especially OOP, difficult to leam and therefore hard for 
them to maintain an interest in. CS lacks having standard assessment methods that allow 
educators to use them in measuring students’ programming teaming outcomes. Even though 
many development assessment methods are available, they are not significantly validated, or they 
have been validated but are tied to particular aspects that are not widely applicable across 
different computing approaches (Tew & Guzdial, 2010). In other words, not every assessment 
method is universally valid for every teaming outcome. Faculty must select the appropriate 
method of assessment in order to align with their teaming outcome objectives. Thus, researchers 
have often presented subjective assessments for diagnosing teaming problems to improve the 
teaching of programming in CS courses.
This chapter describes the development of this study’s assessment approach, and illustrates its 
use in revealing weaknesses in students’ understanding regardless of their background 
knowledge or the applied teaching approaches. We specifically focus on the teaching of OOP, 
but the method could potentially be applied to an extensive range of domains.
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5.1. Learning outcomes
Learning is not a single skill. It may involve several levels of understanding, including mastering 
abstract concepts, understanding proofs, remembering factual information, acquiring methods, 
techniques and approaches, recognition, problem solving, decision making, debating ideas or 
developing behaviour appropriate to particular aspects of learning (McAllister & Alexander, 
2009). The learning outcomes should reflect the students' increasing competence. There are 
taxonomies that are based on the study of a variety of academic content areas, and the principle 
that, as students leam, the outcomes of their learning pass through stages of understanding the 
content.
Bloom's taxonomy (1956) is the most familiar leaming outcome taxonomy. It may help in 
articulating levels of expected academic performance and give a definition of expectation for 
leamer's understanding. From a CS assessment perspective. Bloom’s taxonomy is a valuable tool 
that could enable stmcture, analysis and discussion of programming assessment (Lister & 
Leaney, 2003; Thompson, Luxton-Reilly, Whalley, Hu & Robbins, 2008). Using Bloom’s 
taxonomy to help design examinations could greatly improve the quality of assessment in 
introductory programming courses (Thompson, et al., 2008).
In addition, Anderson and a team of cognitive psychologists (2001) revised the major categories 
in Bloom’s taxonomy and made a number of significant changes to the terminology and structure 
of the taxonomy to suit the emerging educational institutional needs of the new century, as 
shown in Table 5.1. Although the revised Bloom’s taxonomy is useful in formulating ideas for 
structuring program comprehension questions, it is often difficult to formally categorise a 
complex or comprehensive question within the cognitive dimension (Thompson, et al., 2008).
Leaming diagnosis assumes different meanings and is frequently approached from different 
perspectives. Leaming diagnosis may assume an instmctional definition, in which assessment 
results provide information about students’ mastery of relevant prior knowledge and skills within 
the domain, as well as preconceptions or misconceptions about the material (Ketterlin-Geller & 
Yovanoff, 2009).
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Table 5.1 Comparative categories between Bloom’s Taxonomy and its Revised Taxonomy
Bloom’s Taxonomy 
(Bloom, 1956)
Revision o f Bloom’s Taxonomy 
(Anderson, et al., 2001)
Knowledge Student can remember simple 
facts with no real understanding 
of the deeper meaning behind 
these facts
Remember Retrieve relevant knowledge from 
long-term memory
Comprehension Student is able to discern the 
meaning behind the facts
Understand Construct meaning from 
instructional messages, including 
oral, written and graphical 
communication
Application Student can apply the learned 
material in specifically described 
new situations
Apply Carry out or use a procedure in a 
given situation
Analysis Student can identify the 
components o f a complex 
problem and break the problem 
down into smaller parts
Analysis Break material into its constituent 
parts and determine how the parts 
relate to one another and to an 
overall structure or purpose
Synthesis Student is able to generalize and 
draw new conclusions from the 
facts learned at prior levels
Evaluate Make judgments based on criteria 
and standards
Evaluation Student is able to compare and 
discriminate among different 
ideas and methods. By assessing 
the value o f these ideas and 
methods, the student is able to 
make choices based on reasoned 
arguments
Create Put elements together to form a 
coherent or fimctional whole; 
reorganize elements into a new 
pattern or structure
5.2. Previous assessment methods
Direct assessments, such as the grades obtained by the students in course exams, have to be 
converted to levels of achievement of course leaming objectives (Al-Bahi, 2007). To determine 
the level of achievement, a result of the assessment tools must be collected and then must be 
analyzed across all students to diagnose which concepts the students successfully mastered.
It is believed that the assessment tools, multiple choice questions (MCQs) and comprehensive 
questions, can be used to assess different leaming levels at a variety of levels of education 
(Simkin & Kuechler, 2005). Many educators have different perspectives when they intend to 
assess students in a particular course. Tew and Guzdial (2010) used MCQs when they stmctured
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their assessing instrument proving that MCQs significantly evaluate the students leaming as any 
different kinds of questions do. In addition, Simkin and Kuechler (2005) claimed that the use of 
MCQs in measuring students understanding is of interest to instructors who are teaching 
procedural programming languages. Despite the wide usage and effectiveness of MCQs, some 
educators believe that MCQs only test superficial knowledge or rote leaming skills while 
comprehensive questions could test deeper levels of understanding of concepts (Anderson, et ah, 
2001; Martinez, 1999).
From a pedagogical point of view, the creation of conceptual maps is part of the process of 
leaming (McAleese, 1994). The concept map is becoming an increasingly widely used tool in 
education to represent the meaningful relationships between concepts. In recent years, there has 
been a growing interest in “diagramming” or “mapping” ideas to be teamed; a concept-effect 
propagation approach maps the concepts and relationships that have been used by researchers 
and practitioners to help diagnose misunderstandings, improve study methods, and glimpse how 
students leam (McAleese, 1998 ).
Hwang (2003), Chu et al. (2006), and Chen and Bai (2009) proposed a conceptual map model, 
which provides leaming suggestions by analyzing the subject materials and test results. Their 
approach offers an overall leaming cognition of the subject contents by identifying the key 
concepts of the course and the relationships between the concepts. Then the relationship between 
subject concepts and test items is determined by analyzing the subject materials and the item 
bank using a Max-Min composition approach, and determining the leaming problems of each 
student, according to these relationships in order to diagnose the student leaming. The Max-Min 
composition is a method for analyzing subject materials (the given concepts) and test results 
(students' error grades), and determining the leaming problems of each student. The method 
correlates a relationship between the assessed concepts and a given exam in order to diagnose the 
students' leaming status (Chu, et al., 2006).
Al-Bahi (2007) designed the Hl-Class (Handy Instmment for Course Level Assessment) to 
assess the degree of achievement of each student in the program outcomes by mapping the given 
course leaming objectives into program outcomes. The Hl-Class is designed to be used by the 
course instmctor on a daily basis so he/she can easily evaluate the class achievement, even after
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each assessment, to continuously improve his/her course. The instructor specified the main 
elements of course design and course structure similar to the conceptual map approach.
Tew and Guzdial (2010) proposed a method for creating a language independent CSl assessment 
instrument. Initially, they identified the common conceptual content from the most adopted CSl 
textbooks that are to be measured in a test item, and classified these concepts into categories 
from low-level to high-level concepts. Then, they constructed the questions and identified the 
scoring procedures to evaluate different kinds of conceptual understanding. In Tew and Guizdal 
(2011), the authors established a method by presenting essential steps toward achieving the goal 
of producing a validated and reliable assessment instrument for introductory computing 
concepts. They concluded that this validated method would serve as a framework for a test item, 
and it is an important endeavor for the CS assessment field.
However, as discussed in the introduction of this chapter it is impractical to adopt a universal 
assessment method that could sufficiently define the scope of computing education. Thus and 
since the concept-effect propagation model illustrates the strong correlation between the 
concepts of a course, and the motivation of this study is to assess the students’ deeper level of 
understanding of these concepts, this study’s purpose is to propose a comprehensive assessment 
instrument, which differs from Tew and Guzdial (2010), to diagnose students’ leaming outcomes 
within the content of an OOP environment. We emphasized that adopting MCQs could be 
impractical to meet the study’s assessment objectives.
In the next section, we demonstrate the analysis of the core concepts that are covered in a model. 
The model is a combination and modification of the concept-effect propagation model (Chu, et 
al., 2006) and the HI-Class approach (Al-Bahi, 2007), which is an approach for detecting 
students’ leaming outcomes. Then, we illustrate the Max-Min composition's lack of efficiency 
and describe why this analytical approach may not be a suitable method for diagnosing student 
achievement, using comprehensive questions with complex stmcture from a sample exam in an 
OOP course. Consequently, we propose the Achievement Degree Analysis (ADA) method to 
diagnose the students' achievement and demonstrate its effectiveness within the context of an 
OOP course. The method will diagnose which particular OOP concepts are perceived as being 
particularly difficult to leam.
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5.3. The concept-effect propagation model
The concept-effect propagation is constructed on three levels: constructing the concept-effect 
relationship model (CRM); constructing the test item-concept relationship table (TIRT); and, 
diagnosing student leaming problems with the matrix composition.
5.3.1. Constructing the concepts-effect relationship model (CRM)
The CRM records all the concepts in a given course that may be influenced by other concepts in 
the students’ leaming process, as a concept could be a prerequisite to another. CRM helps the 
instmctors by identifying the key concepts that will be covered in the course (Chu, et al., 2006). 
In addition, it can inform the design of a particular exam item to diagnose the students’ specific 
leaming problems with particular concepts.
The conceptual model is important in that some high-level concepts will be examined by 
breaking the marks of the question down in terms of understanding the lower level concepts 
associated with high-level concepts. In OOP courses, for example, students leam both new 
concepts and new relationships among previously leamed concepts. Figure 5.1 illustrates the 
hierarchy of related OOP concepts as one is a prerequisite to another based on a given OOP 
course syllabus and the textbooks, A Comprehensive Introduction to Object-Oriented 
Programming with Java, Java How to Program: Early Objects Version, and Java, Object- 
Oriented Problem Solving. However, the concepts’ sequence of the CRM could be adjusted 
according to the course’s objectives.
These concepts as shown Figure 5.1 were given to a group of 121 students who were studying an 
OOP course (CPCS203) in the 2011 spring semester at FCIT college - female section. The 
course was the second programming course given and the first course to expose the students to 
the Java language and to OOP concepts. The prerequisite course (CPCS202) was a procedural 
programming course. The assessment method was used to determine the problems the students 
faced while leaming OOP. Forty students' exam grades were selected randomly as a sample to 
illustrate the analysis approach.
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Figure 5.1 Object Oriented concept-effect relationship model (CRM)
This CRM may produce adequate methods of measurement and assessment and is needed as a 
record to explain the strong relationship between a concept and its prerequisite concepts, and the 
ways this relationship might affect the weights of the concepts in the TIRT. For example, when 
we have MCQs, we have a direct question that measures a single particular concept, but within 
the OOP behaviour, one question might measure a concept that the student should have 
knowledge about, and in addition, with a requirement of having knowledge about its prerequisite 
concepts. One question in the OOP exam could have a primary focus on a single concept with an 
association ratio of one out of one, such as the following exam question:
Design a class that represents fractions o f the form (a/b) numerator/denominator 
where a and b are integers, (S/4, 1/S, 1/2. etc.). Implement all the needed methods 
to perform the addition and multiplication operations as follows.
• a/b + c/d = (ad + bc)/bd
• a/b X c/d = ac/bd
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This question requires the student to create the declaration of the class with its variables and 
methods. Overall, it assesses the students’ understanding of the class concept with a weight 
association of one out of one. However, we cannot write such a complex, demanding question 
about the concept class without including some discussion of related prerequisite or non­
prerequisite concepts, such as variables, methods, constructors, and objects with different 
weights of association.
Because of this, we were inevitably testing and focusing on some other related concepts, with 
different association ratios, which have to be included in the question in order to frame the 
discussion on the high- and low-level concepts. This may explain why the understanding of other 
related low-level concepts might influence the response of students within a particular question, 
and therefore, as markers, we must assess the low-level concepts. When all the concepts’ 
association weights are independently calculated, the total of a concept's weights within a 
question might be greater than one, as illustrated in the next section.
5.3.2. Constructing the test item-concept relationship table (TIRT)
The exams of the OOP course were designed to assess the students' OOP understanding skills 
and whether they could analytically design effective programs according to the given 
requirements, without memorizing the syntax or the names of the methods needed in the 
programs. Therefore, all the exams in this course were open book exams. Open book exams are 
gaining popularity due to large initial benefits, as reducing the students’ level of anxiety 
compared to close book tests (Agarwal, 2008; Gharib, Phillips, & Mathew, 2012; Theophilides 
& Koutselini, 2000). In examining problem solving skills and logical thinking, an open book 
exam could be more appropriate for such an assessment test (Loi & Teo, 1999). The students 
had to know how to apply what they had leamed to design an adequate program.
The illustration of the TIRT is based on a sample realistic exam that was given to the selected 40 
students in the 2011 spring semester (see Appendix A). The exam was designed to assess the 
students’ leaming and understanding of the basic concepts of OOP. The exam consisted of three 
questions, and the third question was divided into two parts. The questions examined the 
students' understanding of the stmcture of classes, sending messages, arrangements, the kinds of 
parameters that exist within the methods, and how to deal with these parameters. Moreover, the
68
questions examined the students’ understanding of constructors, overloading methods, creating 
objects, invoking methods, aggregation relations between classes, and how to build an efficient 
class from scratch based on stated requirements.
To determine the TIRT, each question has a table representing its distribution of marks and the 
concepts to be assessed with weights of association, as shown for question 2 in Table 5.2. 
Question 2 is about how students can demonstrate a given application with undefined classes and 
methods. Students must implement the required classes with their behaviour and attributes to 
complete the given dependency relationships with these classes. The model answer of each 
question in the exam had to be divided into small parts, or “codes,” and each code was given a 
certain mark or value that included individual concept weights of association, as in Table 5.3. 
The sum of the marks must be within the question total mark, as 10 in Question 2 in Table 5.2.
However, the mark in Table 5.2 which is assigned to more than one line of code indicates that 
whenever a student wrote one of them correctly the mark must be given in full; since it reflects 
the student’s understanding of the requirement.
For instance, if a student declared the method “setDepartureCity” correctly, she knew what was 
required from the given statement in question 2: 
temp Jicket.setDepartureCity (D_city); 
and the given statement :
temp Jicket. setArriveCity (A_city); 
requires the declaration of method “setArriveCity” which has the same idea of 
“setDepartureCity”.
The assignment of different marks to each method in Table 5.2 depends on the method’s 
declaration requirement. For example, the setter method “setTicketNum” must have the primitive 
data type “int ticket” as a parameter which has a mark of 0.50. On the other hand, the setter 
method “setPersonlnfo” has a higher mark than method “setTicketNum” due to the necessity of 
declaring the object “Person person” as a parameter. In addition, the instructor marked method 
“setDepartureCity” and “setArriveCity” with 0.25 because the idea of these two methods is 
similar to the above methods.
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Table 5.2 The model answer of question 2 of the OOP exam
The model answer Mark out o f 10
Related concept
public static boolean check_number( int number. Ticket [] array tickets, 1.25 Dependency
int count) { } Object
Method
public class Ticket { 0.25 Class
private int ticket num; 0.25 Variable
private String Depature city;
private String Arrive city;
private Person person_info; 0.25 Aggregation
Object
private Day Departure_date; 0.25 Aggregation
private Day Retum date; Object
public Ticket () { } 0.50 Constructor
public Ticket (Ticket temp){ } 0.50 Constructor
Object
Overload
public void setTicketNum(int ticket) { } 0.50 Dependency
Encapsulation
Method
public void setPersonlnfo (Person person) { } 0.75 Dependency
Encapsulation
Method
public void setDepartureCity (String city) { } 0.25 Dependency
public void setArriveCity (String city) { } Encapsulation
Method
public void setDepartureDate(Day day) { } 0.25 Dependency
public void setRetumDate(Day day) { } Encapsulation
Method
public boolean isEqualtoDate(Day cur date) { } 0.75 Dependency
Object
Method
public void Display_Person_info() { } 0.75 Dependency
Method
public int create ticket number() { } 0.75 Dependency
} Method
public class Day{ 0.25 Class
private int month; 0.25 Variable
private int day;
private int year;
public Day (int month, int day, int year) { } 0.50 Constructor
public boolean After (Day second) { } 0.75 Dependency
} Object
Method
public class Person { 0.25 Class
private String name; 0.25 Variable
private int id;
public Person (String name, int id) { }
}
0.50 Constructor
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The TIRT is generated according to the given exam. Each TIRT(Qn, Ci) entry in Table 5.4 
represents the degree of association between test item Q„ and concept Ci, which is calculated 
according to each item's (Qn) mark. To determine the degree of association TIRT(Q„, Ci), each 
code of the model answer is related to a specific concept or concepts. It could be that one code is 
related to two or more concepts, as shown in Table 5.2, which means the code's mark must be 
assigned to both concepts. The total mark (the association degree) for each concept Ci of question 
Qn is represented in the TIRT(Qn, CJ entry.
The following example illustrates the calculation of each TIRT(Qn, Ci) entry. For question 2, 
students must know from the following given statement:
int ticketjiumher = temp Jicket.create JicketjiumberQ; 
that this statement depends on a value that method "create ticket numberQ" will return after 
execution. In addition, this statement requires a declaration of a method with a certain return 
type:
public int create JicketjiumberQ;
Therefore, a method's header declaration is required as the model answer of this statement, and 
the concept "Dependency relationship" is related to this statement, because the invocation of this 
method depends on the declaration of the method. In addition, the "method" concept is also 
related to this statement. As a result, the weight of this statement (0.75) (see Table 5.2) must be 
associated to the dependency relationship concept and the method concept. At the end, each 
concept's value was summed up from Table 5.2, to determine the association degree, or "weight," 
between the concepts and the item (the question). For example, the weight of the "constructor" 
concept = 0.5 + 0.5 + 0.5 + 0.5 =2. Table 5.3 shows the weight of each concept of question 2.
Table 5.3 The concepts' association weight within question 2
The concept Ci The association weight TIRT(Q2 , CO out o f 10
The normalized association weight 
TIRT(Q2 , CO out o f  1
Variable 0.75 0.075
Method 6.00 0.600
Class 0.75 . 0.075
Encapsulation 1.75 0.175
Constructors 2.00 0.200
Dependency 6.00 0.600
Object 3.75 0.375
Aggregation 0.50 0.050
Overload 0.50 0.050
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The same association criteria were followed for all items to generate TIRT(Qn, Ci) (see Table 
5.4). As mentioned previously, the TIRT(Qn, Ci) represents the weight of each Ci with each Qn. 
Each item has a different total mark of Total Qn, but each TIRT(Qn, Ci) entry does not exceed 
Total Qn. Moreover, each concept has a total weight of Total Ci for all items (see Table 5.4). 
Table 5.5 shows the weights after performing a normalization process to uniform Total Qn to 
one, which means whatever the mark is assigned to the question, it will be normalized and has a 
total mark of one. What is important in this approach is the weight of each concept within the 
question, not the weight of a question within the exam. Therefore, each Original TIRT(Qn, Ci) 
had to be normalized to a weight out of one, following the equation:
Normalized T1RT(Q„, C) = Original TIRT(Q„, Cj)/Total Qn 
Table 5.4 Object Oriented TIRT -  original weights
(1)
Items TotalQn Cl C2 C3 C4 C5 C6 C l C8 C9
Q1 6 4.00 1.50 0.00 2.00 0.00 4.50 2.00 0.50 0.00
Q2 10 0. 75 6.00 0. 75 0. 50 1.75 2.00 3.75 6.00 0.50
Q3 4 0.50 2.50 4.00 0.00 0.00 1.00 2.50 0.00 0.00
Q4 4 0.00 1.00 0.00 0.00 1.00 0.00 3.00 2.00 0.00
Total Ci 24 5.25 11.00 4.75 2.50 2.75 7.50 11.25 8.50 0.50
Table 5.5 Object Oriented TIRT -  normalized weights
Items Total_Qn Cl C2 C3 C4 C5 C6 C l C8 C9
Qi 1 0.667 0.250 0.000 0.333 0.000 0.750 0.333 0.083 0.000
Q2 1 0.075 0.600 0.075 0.050 0.175 0.200 0.375 0.600 0.050
Q3 1 0.125 0.625 1.000 0.000 0.000 0.250 0.625 0.000 0.000
Q4 1 0.000 0.250 0.000 0.000 0.250 0.000 0.750 0.500 0.000
Total Ci 4 0.867 1.725 1.075 0.383 0.425 1.200 2.083 1.183 0.050
Generally, questions in an exam have different weights according to their cognitive levels and 
the amount of their requirements. This kind of setting depends on assessing the cognitive 
leaming outcomes of students. However, in this approach we assessed the students from a 
different point of view. We evaluated the students’ understating of particular concepts in the 
exam. We were concerned about the concepts’ weights in an exam where these concepts were 
related to questions with different cognitive levels. Therefore, we had to equalize the weights of 
the questions irrespective of the complexity of the cognitive demand in order to be compatible
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with our proposed assessment approach. Accounting for the cognitive demand will need to be 
addressed in future work.
The following example illustrates the necessity of the normalization process. If we look at Table 
5.4 Column C7, we find that Total C? is 11.25 out 24, which means the weight of concept 
"object" in the exam as a percentage = 46.9%. However, when we normalized each weight, we 
found that the normalized Total_C7=2.083 out of four, and as a percentage=52%, giving a 
different ratio than the original one. Therefore, we cannot take into account the original Total C? 
to be normalized.
This difference is due to dominating scores that have a lower percentage weight than others do. 
For example, in Table 5.4 Column C7, TIRT(Q2 , C?)=3.75 represents 37.5% of the total mark 
10. On the other hand, TIRT(Q3 , C?)=2.5 represents 62.5% of the total mark four. Thus, as 
within the Total_C7= 11.25, the TIRT(Q2 , C?)=3.75 will still dominate, even though as a 
percentage it has less than the TIRT(Q3 , Cy)=2.5, which is over 50%. Furthermore, TIRT(Q2 , 
Cy)=3.75 affects the total of 24 more than TIRT(Q3 , Cy)=2.5, which has a higher percentage 
individually, and that is why there are differences when both Total Ci (original and normalized) 
are compared.
If the association percentage of TIRT(Qn, Cj) with each item were equal, such as 3/6 or 5/10 etc., 
which is 50%, then it would give the same Total C? percentage after the normalization. 
However, when each item has a different weight with C7, that difference will appear.
Whenever there is variation in the ratio across the items, this variation effect will happen. This is 
problematic because the higher scoring items will dominate the way we aggregate the results 
together. Our concern in this analysis is the concepts' weights in each item, not the item's mark 
on the exam. Therefore, we need to put the mark of each item on a uniform scale, normalize the 
concepts' weight on this basis, and then do the aggregation (calculating Total Ci). In other 
words, first perform the scaling (the normalization) and then perform the aggregation, because 
normalization will stop the questions with higher marks from dominating concepts that might 
have less weight than others do.
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5.3.3. Diagnosing the student learning problems with a matrix composition
Diagnosing students’ answers during an exam could be based on the experts’ judgment and their 
objectives. Therefore, this remains a strongly debatable issue; especially when students’ answers 
to these kinds of comprehensive question will always leave a certain level of scope for 
differences of opinion between equally qualified and skilfiil experts, as there may be differences 
in agreement of the preferred solution for this kind of assessment.
However, the matrix in Table 5.6 represents the error grades of the 40 students across each 
question in a normalized error grade table (EGT). The EGT shows that each entry EGT(Sk,Qn) is 
a value ranging fi*om zero to one. One indicates that Student Sk failed to answer question Qn 
correctly; a value of 0< EGT(Sk,Qn) < 1 indicates a partially correct answer; and a value of zero 
indicates a fully correct answer.
The original grades were calculated to be between a unified range, because each item has a 
different total mark (Original Total Qn), as shown Table 5.4, and subtracted from one to be 
equivalent with the zero and one's indication, following the equation:
EGT (Sk, Qn) =  1 -  (Original grade (Sk, Qn) /Original Total Q J  (2)
5.4. Conducting the Max-Min composition method
There must be a relationship between the normalized TIRT and the EGT to diagnose students’ 
leaming problems individually. Therefore, following the study of Chu et al. (2006), a Max-Min 
composition method was tried. To illustrate the Max-Min composition, let:
Rl=((x,y)\(x,y) andR2={(y,z)\(y,z) ^ x Z }  (3)
and the Max-Min composition will be:
R1 o R2 = {(x,z)\(x,z) = Max{Min (Rl(x,y), R2(y,z)}} for x ^ , y ^ a n d z (4)
Applying the above method to the TIRT and EGT, as in equation (5), will derive the error degree 
for each students’ St across each concept Q:
Error_Degree(Sk,Ci) =  EG T (Sk, Qn) o TIRT(Qn,C) (5)
The following is an example to illustrate the relationship:
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In addition, Chu et al. (2006) conducted the same above composition to relate the Error_Degree 
with the relationships between concepts in order to provide deeper feedback information about 
the student’s problem status.
Table 5.6 Students’ normalized EGT o f the OOP exam
EGT(Sk, Qn) Ql Q2 Q3 Q4
SI 0.833 0.575 0.500 0.500
S2 0.167 0.650 0.500 0.625
S3 0.333 0.825 0.625 1.000
S4 1.000 0.625 0.500 0.688
S5 0.000 0.150 0.625 0.750
S6 0.667 0.625 0.688 0.563
S7 0.167 0.375 0.688 0.438
S8 0.833 0.775 1.000 0.688
S9 0.500 0.625 0.750 0.688
SIO 0.167 0.850 0.875 0.500
S l l 0.333 0.675 0.875 0.625
S12 0.667 0.750 1.000 0.625
S13 0.167 0.275 0.625 0.438
S14 0.167 0.800 0.750 0.563
S15 0.667 0.425 0.750 0.688
S16 0.667 0.700 0.000 0.313
S17 0.333 0.550 0.625 0.375
S18 0.833 0.775 1.000 0.688
S19 0.833 0.700 1.000 0.688
S20 0.000 0.075 0.000 0.000
S21 0.167 0.200 0.813 0.438
S22 0.167 0.375 0.750 0.563
S23 1.000 0.775 0.500 0.688
S24 0.500 0.700 0.750 0.438
S25 0.000 0.525 0.625 0.625
S26 0.167 0.825 0.750 0.313
S27 0.167 0.250 0.938 0.688
S28 1.000 0.575 0.625 1.000
S29 0.000 0.400 1.000 0.750
S30 0.333 0.725 0.000 0.313
S31 0.667 0.375 0.125 0.250
S32 0.500 0.750 0.688 0.000
S33 0.667 0.350 0.625 0.750
S34 0.500 0.575 0.750 0.313
S35 0.167 0.600 0.000 0.125
S36 0.833 0.850 0.000 0.313
S37 0.667 1.000 1.000 1.000
S38 0.333 0.850 0.438 1.000
S39 0.333 0.300 0.813 0.813
S40 0.500 0.725 1.000 0.875
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5.5. Conducting the ADA approach
Another analysis method would be effective when assessing the students’ leaming outcome with 
the OOP behaviour. The Hl-Class approach (Al-Bahi, 2007) is designed to assess the degree of 
achievement of each student by mapping the course leaming objectives (CLOs). Similar to 
TIRT, the Hl-Class method weighed the mapping of each question on an exam into CLOs that 
have been produced by including the maximum grade of each question. This mapping is 
presented as an articulation matrix (MQL) which maps the exam questions to the course leaming 
objectives. In addition, students’ grades in each question were represented as a grading matrix 
form (SQ). Each student’s achievement in each leaming objective SL(Sk, Li) is calculated using 
the equation below. Qmax represents the total number of questions in each exam:
SL(St, Li)= QJ * MQL (Q„, h )  (7)
However, in this research’s modified Hl-Class analysis approach, we did not take into account 
the CLOs of the course; our concem is with the course's concepts. In addition, the matrix of 
students' grades on each item is represented in a normalized Answer Grade Table (AGT). The 
AGT shows that each entry AGT(Sk,Qn) is a value that has been normalized using the following 
equation (see Table 5.7):
AGT (Sk, Qn) = Original grades(Sk, Qn) /Original Total_ Qn (8)
The proposed analysis approach follows the Hl-Class approach. However, as we mentioned 
previously, Al-Bahi (2007) calculated the achieved scores for every student with each CLO, but 
we calculated the Achievement Degree Table (ADT) for every student with each concept. The 
ADT has been calculated from the matrix of students' AGT(Sjt, Q«), in Table 5.7, and the 
normalized TIRT(Q„, Ci), in Table 5.5, following the equation below:
=
( k^, GV * Normalized T1RT(Q„, Q  ) /Normalized Total_ C, (9)
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As seen from the above equation, we aggregated the matrixes after normalizing their values to a 
unified form (out of one) following the model of Chu et al. (2006), because from the beginning, 
our concem was to transform all values to be within a unified range.
Table 5.7 Students’ normalized AGT o f the OOP exam
AGT(Sk, Qn) Ql Q2 Q3 Q4
SI 0.167 0.425 0.500 0.500
S2 0.833 0.350 0.500 0.375
S3 0.667 0.175 0.375 0.000
S4 0.000 0.375 0.500 0.313
S5 1.000 0.850 0.375 0.250
S6 0.333 0.375 0.313 0.438
S7 0.833 0.625 0.313 0.563
S8 0.167 0.225 0.000 0.313
S9 0.500 0.375 0.250 0.313
SIO 0.833 0.150 0.125 0.500
S l l 0.667 0.325 0.125 0.375
S12 0.333 0.250 0.000 0.375
S13 0.833 0.725 0.375 0.563
S14 0.833 0.200 0.250 0.438
S15 0.333 0.575 0.250 0.313
S16 0.333 0.300 1.000 0.688
S17 0.667 0.450 0.375 0.625
S18 0.167 0.225 0.000 0.313
S19 0.167 0.300 0.000 0.313
S20 1.000 0.925 1.000 1.000
S21 0.833 0.800 0.188 0.563
S22 0.833 0.625 0.250 0.438
S23 0.000 0.225 0.500 0.313
S24 0.500 0.300 0.250 0.563
S25 1.000 0.475 0.375 0.375
S26 0.833 0.175 0.250 0.688
S27 0.833 0.750 0.063 0.313
S28 0.000 0.425 0.375 0.000
S29 1.000 0.600 0.000 0.250
S30 0.667 0.275 1.000 0.688
S31 0.333 0.625 0.875 0.750
S32 0.500 0.250 0.313 1.000
S33 0.333 0.650 0.375 0.250
S34 0.500 0.425 0.250 0.688
S35 0.833 0.400 1.000 0.875
S36 0.167 0.150 1.000 0.688
S37 0.333 0.000 0.000 0.000
S38 0.667 0.150 0.563 0.000
S39 0.667 0.700 0.188 0.188
S40 0.500 0.275 0.000 0.125
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5.6. The limitations of Max-Min and the effectiveness of the ADA
Studies (Chen & Bai, 2009; Chu, et al., 2006) that used the Max-Min composition with certain 
particular assessment tests, such as MCQ tests, concluded that this composition is an effective 
analysis method. However, when the Max-Min composition is performed on an OOP exam, it 
shows some limitations and a number of redundancies, which might cause the loss of useful data.
For instance, in Table 5.8, the error degree of a student in a particular concept, such as C9, is 
equal to all students’ error degrees in the same concept. It is strange to find repetition in the error 
degree values for all students who originally have different error grades, as seen in Table 5.6, 
This redundancy might occur when the association of the concept is low or totally nonexistent in 
all the items, like TIRT(Q2 , Cg) = 0.050 and TIRT(Qi,3 4 , Cg) = 0.000 in Table 5.5. Consequently, 
whatever the student’s score is, it will not be considered in the results. The following example 
interprets the result of equation 6 of the Max-Min composition within this case:
Error_Degree (Si,Cg) = MAX{MIN(0.833,0.000); MIN(0.575,0.050); MIN(0.500,0.000);
MIN(0.500,0.000)}; Giving:
Error Degree (Si,Cg) = MAX{0.000; 0.050; 0.000; 0.000} = 0.050
Thus, the error degree of all students will always be the low concept’s association value (0.050) 
as shown in Table 5.8, Column C9. Therefore, assessing the students on a particular concept 
using the Max-Min composition might be too general and will not give a reflective score of the 
leaming outcomes within a concept. In other words, neglecting some data that might give a value 
to the results would deteriorate the credibility of the analysis.
As a result, and due to the weaknesses of the Max-Min composition within an OOP assessment, 
the incorporation of concept-effect propagation approach and the Hl-Class approach promotes a 
diagnostic inference -  ADA approach— about students’ persistent achievements. This approach 
would be more effective and would give accurate results when assessing students’ leaming 
outcomes with OOP concepts, as seen in Table 5.9.
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Table 5.8 The error degree table
Error Degree (Sk,Cj) Cl C2 C3 C4 C5 C6 C7 C8 C9
SI 0.667 0.575 0.500 0.333 0.250 0.750 0.500 0.575 0.050
S2 0.167 0.600 0.500 0.167 0.250 0.250 0.625 0.600 0.050
S3 0.333 0.625 0.625 0.333 0.250 0.333 0.750 0.600 0.050
S4 0.667 0.600 0.500 0.333 0.250 0.750 0.688 0.600 0.050
S5 0.125 0.625 0.625 0.050 0.250 0.250 0.750 0.500 0.050
S6 0.667 0.625 0.688 0.333 0.250 0.667 0.625 0.600 0.050
S7 0.167 0.625 0.688 0.167 0.250 0.250 0.625 0.438 0.050
S8 0.667 0.625 1.000 0.333 0.250 0.750 0.688 0.600 0.050
S9 0.500 0.625 0.750 0.333 0.250 0.500 0.688 0.600 0.050
SIO 0.167 0.625 0.875 0.167 0.250 0.250 0.625 0.600 0.050
S l l 0.333 0.625 0.875 0.333 0.250 0.333 0.625 0.600 0.050
S12 0.667 0.625 1.000 0.333 0.250 0.667 0.625 0.600 0.050
S13 0.167 0.625 0.625 0.167 0.250 0.250 0.625 0.438 0.050
S14 0.167 0.625 0.750 0.167 0.250 0.250 0.625 0.600 0.050
S15 0.667 0.625 0.750 0.333 0.250 0.667 0.688 0.500 0.050
S16 0.667 0.600 0.075 0.333 0.250 0.667 0.375 0.600 0.050
S17 0.333 0.625 0.625 0.333 0.250 0.333 0.625 0.550 0.050
S18 0.667 0.625 1.000 0.333 0.250 0.750 0.688 0.600 0.050
S19 0.667 0.625 1.000 0.333 0.250 0.750 0.688 0.600 0.050
S20 0.075 0.075 0.075 0.050 0.075 0.075 0.075 0.075 0.050
S21 0.167 0.625 0.813 0.167 0.250 0.250 0.625 0.438 0.050
S22 0.167 0.625 0.750 0.167 0.250 0.250 0.625 0.500 0.050
S23 0.667 0.600 0.500 0.333 0.250 0.750 0.688 0.600 0.050
S24 0.500 0.625 0.750 0.333 0.250 0.500 0.625 0.600 0.050
S25 0.125 0.625 0.625 0.050 0.250 0.250 0.625 0.525 0.050
S26 0.167 0.625 0.750 0.167 0.250 0.250 0.625 0.600 0.050
S27 0.167 0.625 0.938 0.167 0.250 0.250 0.688 0.500 0.050
S28 0.667 0.625 0.625 0.333 0.250 0.750 0.750 0.575 0.050
S29 0.125 0.625 1.000 0.050 0.250 0.250 0.750 0.500 0.050
S30 0.333 0.600 0.075 0.333 0.250 0.333 0.375 0.600 0.050
S31 0.667 0.375 0.125 0.333 0.250 0.667 0.375 0.375 0.050
S32 0.500 0.625 0.688 0.333 0.175 0.500 0.625 0.600 0.050
S33 0.667 0.625 0.625 0.333 0.250 0.667 0.750 0.500 0.050
S34 0.500 0.625 0.750 0.333 0.250 0.500 0.625 0.575 0.050
S35 0.167 0.600 0.075 0.167 0.175 0.200 0.375 0.600 0.050
S36 0.667 0.600 0.075 0.333 0.250 0.750 0.375 0.600 0.050
S37 0.667 0.625 1.000 0.333 0.250 0.667 0.750 0.600 0.050
S38 0.333 0.600 0.438 0.333 0.250 0.333 0.750 0.600 0.050
S39 0.333 0.625 0.813 0.333 0.250 0.333 0.750 0.500 0.050
S40 0.500 0.625 1.000 0.333 0.250 0.500 0.750 0.600 0.050
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Table 5.9. The achievement degree table (ADT)
Cl C2 C3 C4 C5 C6 C l C8 C9
SI 0.237 0.426 0.495 0.201 0.469 0.279 0.433 0.439 0.425
S2 0.743 0.478 0.490 0.770 0.365 0.683 0.481 0.394 0.350
S3 0.582 0.293 0.361 0.603 0.072 0.524 0.251 0.136 0.175
S4 0.105 0.357 0.491 0.049 0.339 0.167 0.330 0.322 0.375
S5 0.897 0.613 0.408 0.980 0.497 0.845 0.515 0.607 0.850
S6 0.334 0.355 0.317 0.338 0.412 0.336 0.372 0.398 0.375
S7 0.740 0.533 0.334 0.806 0.589 0.690 0.542 0.613 0.625
S8 0.148 0.148 0.016 0.175 0.277 0.142 0.180 0.258 0.225
S9 0.453 0.339 0.259 0.484 0.339 0.427 0.335 0.357 0.375
SIO 0.672 0.291 0.127 0.744 0.356 0.572 0.378 0.346 0.150
S l l 0.559 0.309 0.139 0.622 0.354 0.497 0.338 0.370 0.325
S12 0.278 0.190 0.017 0.322 0.324 0.250 0.233 0.309 0.250
S13 0.758 0.590 0.399 0.819 0.630 0.720 0.579 0.664 0.725
S14 0.694 0.344 0.247 0.750 0.340 0.606 0.402 0.345 0.200
S15 0.342 0.384 0.273 0.365 0.421 0.356 0.344 0.447 0.575
S16 0.427 0.615 0.951 0.329 0.528 0.467 0.655 0.466 0.300
S17 0.606 0.480 0.380 0.639 0.553 0.570 0.525 0.539 0.450
S18 0.148 0.148 0.016 0.175 0.277 0.142 0.180 0.258 0.225
S19 0.154 0.174 0.021 0.184 0.308 0.154 0.193 0.296 0.300
S20 0.994 0.974 0.995 0.990 0.969 0.988 0.986 0.962 0.925
S21 0.737 0.548 0.230 0.829 0.661 0.693 0.536 0.702 0.800
S22 0.731 0.492 0.276 0.806 0.515 0.677 0.478 0.560 0.625
S23 0.092 0.305 0.481 0.029 0.277 0.142 0.303 0.246 0.225
S24 0.447 0.349 0.253 0.474 0.455 0.415 0.411 0.425 0.300
S25 0.864 0.500 0.382 0.931 0.416 0.782 0.493 0.470 0.475
S26 0.692 0.372 0.245 0.747 0.477 0.602 0.487 0.438 0.175
S27 0.715 0.450 0.110 0.822 0.493 0.659 0.400 0.571 0.750
S28 0.091 0.284 0.378 0.055 0.175 0.149 0.189 0.216 0.425
S29 0.821 0.390 0.042 0.948 0.394 0.725 0.358 0.480 0.600
S30 0.681 0.654 0.949 0.616 0.518 0.671 0.704 0.477 0.275
S31 0.437 0.691 0.858 0.371 0.699 0.495 0.698 0.657 0.625
S32 0.451 0.418 0.308 0.467 0.691 0.419 0.579 0.585 0.250
S33 0.367 0.446 0.394 0.374 0.415 0.395 0.373 0.459 0.650
S34 0.457 0.411 0.262 0.490 0.580 0.435 0.479 0.541 0.425
S35 0.820 0.749 0.958 0.776 0.679 0.796 0.820 0.631 0.400
S36 0.285 0.538 0.941 0.165 0.466 0.338 0.601 0.378 0.150
S37 0.256 0.048 0.000 0.290 0.000 0.208 0.053 0.023 0.000
S38 0.607 0.353 0.534 0.600 0.062 0.559 0.302 0.123 0.150
S39 0.600 0.435 0.223 0.671 0.399 0.572 0.356 0.481 0.700
S40 0.408 0.186 0.019 0.471 0.187 0.358 0.174 0.227 0.275
To illustrate how the A D A  approach progressively diagnoses the students’ understanding of each 
concept, the production of an achievement degree ADT(Sk,Ci) of a particular student, such as S5, 
is explained below.
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It shows from Table 5.7 that S5 performed well in Ql=(l.000/1) and in Q2=(0.850/l); in 
contrast, she struggled in Q3=(0.375/l) and Q4=(0.250/l). In addition, only Ql and Q2 assess 
the concept C4 “overloading” with specific association weights as seen in Table 5.5. Therefore, 
the ADA indicates that S5 successfully achieved this particular concept with a degree (0.980/1), 
as seen in Table 5.9 cell ADT(S5 ,C4), followed by equation 9:
ADT(S5,C4) = ( AGT(S5,Qi)*TIRT(Qi,C4) + AGT(S5,Q2)*TIRT(Q2,C4) +
AGT(S5,Q3)*TIRT(Q3 ,C4) + AGT(S5 ,Q4)*TIRT(Q4 ,C4) ) / Total_ C4 ; Giving:
ADT(S5,C4)=((1.000*0.333)+(0.850*0.050)+(0.375*0.00)+(0.250*0.00))/0.383= 0.980
On the other hand, despite S5’s high grades in the first two questions, and even though these two 
questions assess the concept Cl “object” with certain association weights, S5’s achievement 
degree of Cl is low (0.515/1), as seen in Table 5.9 cell ADT(S$,C7). This degree is caused by the 
low grades S5 had in Q3 and Q4 (Table 5.7), and the high association weights of Q3 and Q4 with 
Cl (Table 5.5). The explanation of the example above emphasizes that the result of the ADA 
approach depends on how the student performs in the question and to what extent the question 
associates with the concept.
However, it should be noted that in contrast to the Max-Min approach the ADA approach did not 
make any use of the relationships between concepts as shown in Figure 5.1. However, the CRM 
could give the instructor and the student an indication of which low level concepts the student 
initially had weakness in. For example, if the student struggled in mastering a particular concept 
Cj, checking on all its prerequisite concepts and determining which of the prerequisite concepts 
Ci has the lowest achievement degree could provide a future suggestion for the student to 
concentrate and practice more on Ci. One possible reason for a student failing to leam Cj is that 
she did not leam Ci well. The ADA result and the CRM together could provide the 
instmctor/student an overview of the student’s leaming difficulties status and future suggestions 
on which concept the student must initially focus on.
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5.7. Summary
The Max-Min composition may be suitable for MCQs, but it is not adequate for questions with a 
more complex structure, as in the OOP assessment. The incorporation of the concept-effect 
propagation approach and the Hl-Class approach in our analysis stage promotes diagnostic 
inferences about students’ persistent achievements. These inferences could also be valuable tools 
to guide the instructional design of a course.
The next two chapters use the proposed analysis method (ADA) on a more complex experiment. 
We performed the ADA approach on a cohort of students who were studying CPCS203 across 
the individual OOP concepts to detect and comprehensively diagnose the leaming achievement 
of specific concepts and reveal useful information before and after applying the experimental 
visual tool training to determine if there is a significant difference in the level of understanding 
in OOP.
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Chapter 6 
The Design of the Experiment
In this chapter, we demonstrate the procedure that was conducted in a quantitative experiment 
using the proposed ADA approach to diagnose a group of students’ conceptual difficulties with 
an OOP course. In addition, the demonstration experiment used the proposed approach to 
evaluate the effectiveness of an intervention, the use of Alice, which is hypothesized to improve 
the students’ understanding of particular OOP concepts.
In addition to provide concrete evidence to assess the effect of Alice on students’ performance, 
we also collected data regarding students’ attitudes toward OOP. This also provides valuable 
information that may also help us in gaining deeper understanding of the students’ outcomes.
6.1. The experimental setting
This experimental study was conducted during the spring semester of the year 2012 (second 
semester) at FCIT college in KAU, female section, in Jeddah, Saudi Arabia. The study period 
lasted about four months. This experiment was conducted on an OOP course and required full 
access to the database system to collect students’ educational data. Therefore, the CS department 
needed to approve this study from an ethical point of view (see Appendix B).
In addition, to proceed with the research study, the students who registered in CPCS203 had to 
agree to be part of the study. On the 5th of February, 2012, a written consent form was signed by 
the students who agreed to be part of the experimental study (see Appendix C).
The process began with collecting students’ educational background and profile data via the 
distributed Educational Background Data Collection (EBDC) questionnaire (see Appendix D) 
and King Abdulaziz’s On Demand University Service (ODUS system). The ODUS is an online 
registration system for students to enrol or drop courses, and for instructors to have the ability to 
access the students’ academic records.
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Moreover, several steps were involved in the design of the EBDC questionnaire. The design of 
this questionnaire was based on Mayhew (1999) to collect student profile data. In addition, the 
pilot steps were based on Clark-Carter’s (1997) guidelines. First, a pilot with two experts in 
questionnaire design and development was carried out, on the 15* of January 2012, to review the 
content of the questionnaire. The two reviewers checked if the questions provided were 
collecting the right information. We modified the questions following the reviewers’ 
instructions, and then we had to translate the questionnaire into Arabic to reduced ambiguity for 
students in understanding the questions. Before distributing the questionnaire, a pilot with 3 
senior students was conducted, on the 14* of February 2012, to check if the questions were 
comprehensible. Few modifications were made according to the students’ comments; on the 
whole, the questions were clear and direct. Ultimately, the questionnaire was finalized and 
distributed to the students between the 28* of February and the 4* of March 2012.
The experimental course CPCS203 is the second programming course that introduces Java in the 
FCIT curriculum, while CPCS202 is the first programming course where students leam basic 
concepts of programming with Java. The course consisted of two one-and-a-half-hour sessions 
per week illustrating the new OOP concepts in the traditional class, plus a one-and-a-half-hour 
session per week to allow the students to practice some problem-solving exercises as groups. The 
intention of this session was to develop the students' cognitive thinking and problem-solving 
skills by analyzing the problem and proposing flowchart or pseudocode solutions. During the 
sessions, students had to be exposed to different solution methods and had the opportunity to 
critique and discuss the other groups’ solutions. A student had to be with a different group in 
each session, to avoid some students taking the lead each time. Moreover, the course had a one- 
and-a-half-hour lab session where students had to implement code and lecturers had to measure 
the students’ ability to do this through correcting their codes. The description of the labs is 
provided in the course syllabus in Appendix E.
6.2. The CPCS203 cohort students’ description - General Sample (GS)
The target cohort was composed of female students, from FCIT college, who were studying 
CPCS203. We called these students the General Sample (GS) to differentiate them from the
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subset Experimental Sample (ES) with whom we conducted the intervention experiment. In 
addition, the GS was the group of students on whom we conducted the ADA approach on to 
diagnose their OOP conceptual learning difficulties. All students (N=147) were registered for the 
traditional OOP course (CPCS203). However, 23 students were initially excluded fiom the GS 
because they did not meet the conditions, which were:
• A student must sign the consent form to collect her educational background data and to 
be part of the research study.
• A student must volunteer to attend the Alice workshop, the workshop (to be described 
later in Section 6.5.2), so they all have the same motivation to attend the workshop.
• A student must provide all the required data that are necessary in the experiment study.
• A student must have passed the previous CS course (CPCS202) the first time she took it.
• A student must be registered in the experimental CPCS203 course for the first time.
The descriptive analysis of the GS (N=124) was used to provide an overall perspective of what 
the students’ educational profile in this study looked like, and to check if there were any 
significant relationships between the students’ performance and their educational background.
The GS students were from different majors, 24.2% CS, 28.2% IS and 47.6% IT. The GPA 
represents the student’s academic level in general. The students’ GPAs were between 2.69 and 5, 
with a mean value of 4.501 out of 5, and standard deviation of 0.383. Obviously, the mean shows 
that the students’ academic level on average was a high one.
As mentioned in the literature review in Chapter 2, students with a strong math background are 
more likely to achieve higher CS grades than their peers, as the CS major requires structures, 
approaches and cognitive skills that are similar to those involved in the study of mathematics 
(Byrne & Lyons, 2001; Gomes, et al., 2006 ; Rountree, et al., 2001; Winslow, 1996). Therefore, 
it was necessary to know the students’ previous math skills. Prior to entering computing majors, 
the students had studied one basic math course (Math 110). The mean value of their grades 
across this course was 88.076 out of 100, with a standard deviation of 9.567. The mean value 
indicates that the students had high mathematical skills. Unfortunately, due to the inaccessibility 
of some English courses’ grades, the mean value of their grades could not be calculated.
85
The students had already passed the basic programming course (CPCS202) which is a 
prerequisite course for the experimental course CPCS203 with a mean value of their grades of 
82.097% and standard deviation of 9.679, as shown in Table 6.1.
Table 6.1 Descriptive statistics for the GS students’ CPCS202 grades (N=124)
Descriptive analysis Score
Mean 82.097
Median 83.000
Std. Deviation 9.679
Minimum 60.00
Maximum 98.00
From the GS, only one student had taken an extra programming course. In addition, since any 
previous engagement or experience the students had had with the visualization or animation 
environment might be a factor in the improvement, only 16 students (12.9%) of the GS had 
animation software experience, such as Flash, which were not required in the department 
curriculum. None of the GS students had prior experience with Alice before.
6.3. The students’ selection and description - Experimental Sample (ES)
To be able to check if there were variations in outcomes due to the impact of Alice on the 
different ability levels, the GS was divided into two blocks with different ability levels. Creating 
the division based on the students’ CPCS202 course grades (High>=80 and 80>Low>=60 levels) 
was considered suitable to give a fair and actual grading division of their programming ability 
level and might allow some useful conclusions to be drawn across different performance.
In order to determine whether the students’ performance improved due to the integration of the 
visualization tool, the students were divided into two groups: an experimental group and a 
control group. The reason for the division was to enable us to do a test and to see if the 
experimental group, across the pre-test and the post-test, has made an improvement that is 
significantly different from the control group, due to the new intervention. All conditions and the 
traditional classes were the same for both the experimental and control groups, with the 
exception being that the experimental group was additionally exposed to the Alice tool, whereas 
the control group was not. The purpose of the control group in an experiment was to provide a
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fair basis for comparison when it is time to analyze results (Dimitrov & Rumrill, 2003; Fisher & 
Foreit, 2002).
Consequently, to determine the students in each group. First, the GS was divided into two ability 
groups, students with high grades (>=80) and students with low grades (<80 and >=60) in their 
previous programming course CPCS202. Then, a random selection was taken from each ability 
group equally to assign them in the experimental group. The experimental group consisted of 
students with two different ability levels. In addition, the same random selection procedure was 
conducted for the control group. The number of students in each group was restricted by the 
capacity of the labs where the new intervention would take place. The capacity of the labs in the 
FCIT college was officially obtained from the ODUS. This resulted in 29 students in the 
experimental group, and in contrast, 28 students in the control group. Any student who did not 
attend the workshop (from the experimental group), or did not attend the pre/post-test had to be 
excluded from the groups. We experienced some of these obstacles after selecting the groups and 
starting the workshop, and due to the time restriction, we had to exclude some of the students 
without any replacement in the groups.
According to the description data analysis, the experimental group’s GPAs were between 3.87 
and 5, with a mean value of 4.481 out of 5 and a standard deviation of 0.341. In contrast, the 
control group’s GPAs were between 2.69 and 4.97 with a mean value of 4.467 out of 5, and 
standard deviation of 0.511. The mean value of experimental group’s Math 110 grades was 
90.172 out of 100, with a standard deviation of 7.91, whereas that of the control group was 
85.679 out of 100, with a standard deviation of 1.33. In addition. Table 6.2 shows the analysis of 
the two groups in their CPCS202 course performance.
Table 6.2 Descriptive statistics for the ES group’s CPCS202 grades (Exp N=29 Con N=28)
The analysis Exp Con
Mean 78.69 79.96
Median 78.00 82.00
Std. Deviation 1.15 1.07
Minimum 60 60
Maximum 98 95
It is clear from the above data that the two groups had convergent background educational skills, 
giving an assumption of equality of the two groups before the intervention took place.
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6.4. The assessment instruments
While students were taking the experimental course, appropriate assessment instruments were 
distributed for measuring the students’ performance and to have a sort of general sense of the 
students’ attitudes toward the OOP concepts, before and after engaging them in the Alice 
workshop. At the end, the students’ outcome data were collected and analyzed using methods of 
analysis, as described in Chapter 7.
6.4.1. The attitudinal questionnaire (AQ)
The intention in designing the attitudunal questionnaire was to have additional data as to whether 
or not Alice improves students' attitudes and confidence toward OOP in addition to having a 
general overview of the students’ attitudes toward OOP before any intervention engagement. The 
AQ addressed three general attitude aspects in three sections; the Motivation (AQM) section, 
attitude toward Visualization (AQV) section and level of Confidence of various OOP concepts 
(AQC) section (see Appendix F).
The AQM: in this section students were asked to provide their level of agreement with each 
motivation item. These items followed the standardization instruments that focus on students' 
motivation towards science learning, the reliable ATC (Attitude Toward Computer) subscale 
which measures attitude toward computers among undergraduate students, and some additional 
studies (Bishop-Clark, et al., 2007; Christensen & Knezek, 2000; Daly, 2011; Francis, 1993; 
Tuan, Chin, & Shieh, 2005). However, due to the different objectives of these studies, we had to 
make some modifications related to the objective of the experiment.
The AQV: in this section students were asked to provide their level of agreement with each 
statement toward visualization environments, giving some examples of available environments. 
The two items of this section were designed based on previous work (Daly, 2011; Tuan, et al., 
2005) with some modifications. However, some students might not provide any opinion due to 
their lack of engagement with such environments. Therefore, an additional column (Not 
applicable) was added in the scale of this section to allow the students to choose it if the 
statement was not applicable to them. In addition, to avoid any confusion, we illustrated the 
purpose of the additional column for the students, as shown in Appendix F.
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The AQC: in this section students were asked to provide their confidence levels on how easy or 
difficult to use OOP concepts throughout the course ("use" is a general word which means 
declare, implement, invoke, etc). Daly’s (2011) questionnaire was followed and modified to 
simplify the structure of the items of this section with different listed OOP concepts and a 
different scale. The list of concepts was those which were taught in the experimental course and 
assessed in the pre/post-test, as in Section 6.4.2. The data collected in this section could be useful 
when comparing students’ performance and their confidence toward each specific concept and 
could facilitate the making of assumptions accordingly.
The pilot steps of the AQ followed the same pilot steps as the EBDC questionnaire discussed in 
Section 6.1. In fact, the meeting with the experts and the three senior students took place on the 
same dates as the EBDC questionnaire’s pilot test. In addition, since one of the purposes of the 
AQ was to check the effect of Alice on students’ attitude, the AQ had to be distributed before 
and after the Alice workshop. The data of the distributed questionnaire had to be collected before 
the pre- and post-tests to avoid any impact on the students’ attitudes stemming from the 
difficulty or ease of the tests. Ultimately, the AQ was distributed to the GS on the 8-9* of April 
(before the workshop) and in the first week of May 2012 (after the workshop).
6.4.2. The test
Direct assessment is the key element for demonstrating the level of achievement within a course 
(Al-Bahi, 2007). The grades obtained by the students in the exams would show the levels of 
achievement. To help determine content mastery where a visualization tool is used, pre-testing 
and post-testing are particularly effective. Pre-test and post-test designs are widely used for the 
purpose of comparing groups, measuring the resulting change, and/or determining effects 
resulting from integrating new interventions (Dimitrov & Rumrill, 2003). As the pre-test and 
post-test were considered as the course exams, the post-test was similar to the pre-test with minor 
changes in the given classes’ names and different arrangement of questions. Both tests were 
similar in that they measured the same concepts with the same level of complexity in each 
question, as far as we could determine.
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6.4.2.I. The description of the test
The test was designed to assess the students' OOP understanding and whether they could design 
effective programs according to the given requirements, without memorizing the syntax. It 
consisted of five questions (see Appendix G) that examined the students' logical thinking skills 
in most OOP concepts with different weights, as shown in pre/post-Tests Item-concept 
Relationship Table (TIRT) in Table 6.3. The weight of each concept in the TIRT was generated 
following the procedure of constructing the TIRT in Chapter 5 Section 5.3.2. As the distribution 
of marks and concepts’ association was strongly subjective and based on our judgment, the 
validation procedure, as described in Section 6.4.2.2, was applied to get a consensus on the 
concept weight values.
Table 6.3 The pre/post-Tests Item-concept Relationships Table (TIRT)
Items 1
T3
i 1 1 1 1
o<u
■f 1 1 1& 1 1
w u HH < Q (2
Qi 0.075 0.600 0.075 0.050 0.175 0.200 0.375 0.000 0.050 0.600 0.000 0.000
Q2 0.000 0.292 0.000 0.000 0.000 0.333 0.000 1.000 0.000 0.000 0.250 0.000
Q3 0.125 0.667 0.000 0.000 0.333 0.000 0.500 0.375 0.583 0.333 0.000 0.000
Q4 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.667 0.000 0.000 0.333 1.000
Q5 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.333 0.000 0.000 0.333 0.333
Total C, 0.200 1.559 0.075 0.050 0.508 0.533 0.875 2.375 0.633 0.933 0.916 1.333
In addition, when designing an assessment instrument, it is important to determine which 
cognitive process is targeted by the different assessment questions. Simply reading the questions 
does not always give a clear indication of its cognitive level. It is thought that a question could 
be categorized differently cognitively if the objective of the question is not clearly identified or if 
one is not deeply knowledgeable about the course content (Thompson, et al., 2008). Therefore, 
applying and precisely determining the cognitive level taxonomy of a question is a difficult task 
(Thompson, et al., 2008). It does not depend on the question difficulties; it depends on the 
structure of the question and what the objectives and requirements of this question are 
(Thompson, et al., 2008). Thus, we illustrate below each question’s objective and how we related 
each question to a cognitive category followed the same Thomson et al.’s (2008) categorization 
method according to the Revised Bloom’s taxonomy, as addressed in Chapter 5 Section 5.1.
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Question One (see Appendix G) diagnosed most of the OOP concepts. In this question, students 
had to understand and carefully interpret the given application class, determine the required 
appropriate statement to perform the dependency relationships, and infer any aggregation 
relationships. The students were only required to write the variables and the headers of the 
constructors and methods of each class to perform the efficient correlation relationships between 
classes and the application class. In general, this question examined students’ understanding of 
the given code and how they could complete the code without building it from scratch. From 
Haberman and Kolikant’s (2001) point of view, this kind of question can be like hiding the 
required procedures inside a black box. Novice programmers must understand the given 
behavioural interface, to implement the hidden code inside the black box. Engaging the students 
with this approach of question was designed to assess their understanding of the basic 
computational model of concepts.
From a pedagogical aspect, and based on the revised Bloom’s Taxonomy (Anderson, et al., 
2001), the ability to understand the concept and flow of execution, and interpret the given code 
to complete the task is at the Understand level of cognition (Sivasakthi & Rajendran, 2011). In 
addition, inferring is a subcategory of the Understand cognitive level (Thompson, et al., 2008). 
Therefore, this question was categorized as assessing the students’ Understanding cognitive 
level.
Question Two (see Appendix G) examined the students' understanding of each given class's 
attributes and behaviour separately, and how they determined the repeated common features 
between the given classes. Then, based on the given hierarchy diagram, students had to retrieve 
their knowledge of how to implement inheritance features and to imply the usability behaviour, 
to make the program more efficient and reusable. Students had to implement super and sub 
classes that share some attributes (variables) and behaviours (methods) and show how they could 
override the methods to reinforce the reusability idea and implement an efficient program. As a 
result, students had to rewrite the classes in a way that exploits the inheritance features.
From a pedagogical point of view, and according to Thomas et al.’s (2008) classification of some 
programming questions, a question which requires rewriting code does not imply being creative 
in the sense of the Create category. Students in question two were not expected to develop a new
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program, they were required to understand the structure of the given code and then apply their 
understanding of the code by rewriting it in an efficient and reusable code to correspond with 
the inheritance behaviour, thus this procedure belonged to the Apply category of cognitive skills 
(Thompson, et ah, 2008).
Question Three (see Appendix G) examined how students comprehended the attributes of each 
UML class and its relationships (inheritance, aggregation) between these classes. Students had to 
implement a method to accomplish the class services or behaviours as required. Based on the 
given restriction steps that were needed to implement the method, students had to declare the 
header of the method with the required argument and test the correct variables or objects to 
follow the input data validity restrictions. Some variables and objects were needed from other 
classes, inherited from a class or had an aggregation relation with another class; therefore, 
students had to know how to deal with the regulation of the 0 0  relationships to implement an 
efficient method. In general, this question assessed an understanding of most of the high level 
0 0  concepts, especially the relationships between classes in order to design a complete efficient 
method from scratch.
From a pedagogical point of view, it was difficult with this type of question to determine 
whether it belongs in the Apply or Create category, based on the revised Bloom’s taxonomy 
(Anderson, et al., 2001). It was determined by how familiar the students were with the algorithm 
and process. Students with knowledge of the algorithm or who had seen a similar algorithm, had 
a lower cognitive load, engaging at the Apply level of cognition. But constructing a code 
segment or program in a combination that is new to the students may be considered as belonging 
to the Create cognitive level (Thompson, et al., 2008). Thus, depending on the behaviour and the 
requirement of the third question, it was categorized as Create.
Question Four (see Appendix G) examined how students comprehend the given codes that 
employ the inheritance relationship between classes, and how each class overrides its own 
method but with a lack of efficiency and employment of polymorphism concepts. Then, students 
retrieved their knowledge of how to implement dynamic binding with polymorphism features to 
redesign the program in a more efficient way.
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From a pedagogical point of view, this question was similar to question two in assessing the 
same Apply level of cognitive skills. Students in question four were required to understand the 
structure of the given code then apply the code by rewriting it in an efficient way to correspond 
with the polymorphism behaviour (Thompson, et al., 2008).
Question Five (see Appendix G) examined the students' understanding of a given code. The 
code contained classes that had inheritance relationship between them and employed 
polymorphism behaviour with some logical errors. Some restricted modifiers were attached to 
the classes; therefore students had to retrieve their knowledge about these modifiers and their 
restriction rules to determine the logical errors and explain how these errors contradict the 
polymorphism and inheritance behaviours.
From a pedagogical aspect, Anderson et al.’s revised Bloom’s taxonomy (2001) described the 
Evaluation cognitive level as when a student can evaluate, critique or explain an idea, algorithm, 
or other concept. In computer science, finding a logical error in a given segment of code is 
considered an assessment of a students' Evaluation cognitive level (Scott, 2003; Sivasakthi & 
Rajendran, 2011). Therefore, this question examined the Evaluation level of how students 
understand the segment of code and asked them to give reasons as to why this code was logically 
incorrect.
Despite the fact that assessing the students’ grades based on multiple questions with differing 
cognitive levels in the assessment test may comprehensively evaluate the students’ learning 
progress, the cognitive aspect was not the core of our assessment experiment. Our concern was 
about measuring understanding of the concepts by the generated achievement grade of each 
concept using the ADA approach. These concepts were assessed through different questions with 
different cognitive levels of understanding. In other words, the achievement grade of a student in 
a particular concept was based on her answers of the different questions with the different 
Bloom’s cognitive levels. Explicitly moderation of the impact of cognitive level could be a 
valuable enhancement to the ADA approach. This should be investigated in future work.
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6 4.2.2. The validity and reliability of the test
The mark distribution and concept association weights were subjective and based on the 
researcher's assessment judgment. Tew and Guzdial (2011) established methods to validate their 
foundation assessment instrument. We sought to develop a validated assessment similar, to some 
extent, to Tew and GuzdiaTs validation process that could be compatible with our study’s needs 
in order to reduce the likelihood of inter-subject variability in the mark distributions and concept 
association weights. One of the validity types is content validation, to check if the exam 
adequately covered the concepts that needed to be assessed and to ensure that extraneous 
concepts were not included. These concepts were reviewed by a panel of experts to provide 
content validity evidence (Carmines & Zeller, 1979; Tew & Guzdial, 2011).
Two independent OOP experts, who had many years experience in teaching OOP courses, 
initially had to agree on each segment of code in the model answer of each question by giving a 
certain mark for each segment of code (mark distribution). Then, these distribution marks were 
summed to generate the concept association weights (concept weights), thereby checking if the 
mark distribution and concept weights were significantly correlated across the experts’ content 
agreement.
Given the normal appearance on each expert’s mark distribution, we conducted a Pearson test. 
The result showed a significant correlation with strong associations (r > 0.7 for each question) 
between the mark distribution and that of the experts, and between the concept association 
weights and those of the experts.
The proposed ADA is based on the concept association (TIRT) and the students’ answer grades 
(AGT). In order to validate this approach, the two matrices have to be valid. We had already 
performed a validation process on the concept association TIRT; on the other hand, the AGT 
must be consistent with the experts' (raters) students’ grading decisions because different experts 
in the field might not necessarily interpret answers the same way.
To test the consistency of the students’ grades, an inter-rater reliability test was applied; we 
asked two raters to correct the students answer sheets following the same model answer on each 
question. The internal consistency between the proposed rating decision and the raters’ decisions
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was measured using the most common test in measuring the reliability, Cronbach’s alpha 
(Cronbach, 1951). The result showed that the alpha value of each question was >= 0.9; notably 
these alpha values are considered to be acceptable for confirmatory purposes in most social 
science research situations (Garson, 2012). This means that students’ grading scores were 
consistent and agreed upon across the raters.
6.5. The procedure
6.5.1. The Pre-test and Post-test
For both pre- and post-tests, we followed the assessment test standard procedure designated by 
the course regulation. The pre-test was held on the 11* of April 2012 before the Alice workshop, 
and the post-test was held on the 14* of May, 2012, after the Alice workshop.
6.5.2. The workshop
The Alice workshop was conducted for eight 1 hour and 30 minutes sessions, starting on the 14* 
of April, 2012, for three weeks, ending on the 29* of April. Our goal in the workshop was to 
engage the students (the experimental group) with the Alice environment, not to teach them the 
concepts. Therefore, only information regarding the Alice interface was demonstrated and 
discussed.
The Alice workshop material was provided by Associate Professor Steven Cooper, one of the 
Alice team members (Dann, et al., 2005). It was expected that the availability of valuable support 
materials would lead to increased instructor satisfaction, which consequently would lead to more 
widespread use of visualization, and would eliminate the time consuming work in developing 
demonstration and interactive workshop material (Naps, et al., 2003).
Before starting the sessions, students had to agree on the workshop instructions, by signing a 
consent form (see Appendix H). During the workshop sessions, practice was conducted only 
within the workshop without any homework given. Oral discussion and exchange of ideas 
between students were allowed to take advantage of the views of others; however, during the real 
practice, students worked individually. All oral discussion and students’ comments were
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recorded and documented, aided by three assistants, only for the benefit of collecting data that 
could be useful in the analysis stage.
6.5.2.1.Description of sessions
Session one: The purpose of this session was to introduce the experimental group to the Alice 
interface. Students followed the instructions of a given booklet, available at: 
http://www.aliceprogramming.net/text/AppendixA.pdf, for learning the basics of Alice, such as 
opening a new world, adding an object or many objects, arranging the objects, using primitive 
methods and many more features to create the initial scene. At the beginning and according to 
our observation during this session, students struggled to find the required objects and had some 
difficulties in using the control mouse buttons and the camera to move objects in the virtual 
world. However, at the end of this session, all students accomplished the task with enjoyment.
Session two: The purpose of this session was to teach students how to create a basic animation 
program using primitive methods, arguments, sequential and simultaneous actions and many 
more instructions. Students were given the SnowPeople script (see Appendix I.l) to create the 
required animation program. Initially, students created their initial scene from what they learned 
in the first session, and then used the appropriate primitive methods with arguments in a correct 
sequential form to create the realistic scene. During their creation, they were so excited to 
perform the animation; however, they needed more illustrations of what was required and asked 
to see the running output to visualize the requirements. During the implementation of the 
SnowPeople script, many students struggled when they worked with subparts of an object, but at 
the end they performed their animation program successfully.
Session three: The purpose of this session was to define the features of functions and 
expressions and demonstrate how to put these pieces together. Students learned how to use built- 
in functions, how to combine functions with mathematical operations and how to create new 
functions. Students were requested to create the Egyptian script with functions then sequentially 
modify the code to avoid any unrealistic scenes (see Appendix 1.2). According to our observation 
during the implementation, students found the use of built-in functions, with math expressions to 
perform a complete equation, confusing. In addition, students struggled in performing and
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navigating the newly created function. They discussed with each other many issues regarding 
creating the equation.
Session four: The purpose of this session was to engage the students with the control structures. 
Students had to make some modifications on the previous program to implement the i f  statement, 
the iteration statement, and to combine these control statements with built-in functions and 
logical expressions to perform the conditional action, as required in the Modified Egyptian script 
(see Appendix 1.3). During the implementation, students struggled with dragging the appropriate 
function which caused mismatching while creating the conditional statement. Alice does not 
allow the students to drag any function which returns a value that is not suitable in the 
conditional statement. To implement a conditional statement, the order of dragging the 
expressions and the functions is important.
In addition, in order to engage the students with the process of implementing conditional 
statements, the Penguin script was given to the students to work on (see Appendix 1.3). The 
script could be implemented by using nested if/else or if/else with logical operators. Students 
followed the given two scripts’ textual storyboard in order to leam how to integrate it with the 
way of stmcturing the conditional statement though the Alice interface.
The main concern in this session was to allow the students to implement the conditional 
statements with expressions without spending time on animating an action. Therefore, students 
had time to work with more than one script. At the end of this session, one more new Alice 
feature was illustrated to the students. Students learned how to create a new world method and 
split the whole program into chunks. Demonstrating this procedure was done by asking the 
students to divide the previous SnowPeople program (see Appendix I.l) into chunks. Each 
chunk was a separate new world method which has a couple of segments of code to make the 
program look more efficient. Students successfully completed the creation of the new world 
methods.
Session five: The purpose of this session was to enable the students to work with high level 
programming using Alice. Previously, students learned how to organize the code into smaller 
methods. The effectiveness of creating methods was to connect them with each other by sending 
and receiving values to perform the animation task. In this session, students learned how to
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create and use parameters. They had to modify what they had previously implemented in the 
Penguin program in a way to reinforce the parameter feature in Alice (see Appendix 1.4).
In addition, some actions are naturally associated with a specific object; therefore, the process of 
creating and using an object-level method was introduced to students in this session. Creating 
this kind of method was similar to the creation of a world-level method. Students learned the 
distinctions between the ways of using the two kinds of methods. Students worked on a new 
given script, the Skater script (see Appendix 1.4), to implement the object-level methods. The 
algorithm for implementing the animation motion of the skater was given to the students, 
because the intent of this session was to leam how to organize the program and divide it into 
methods. As a result, students performed the creation of the methods successMly.
At the end of this session, the idea of being able to reuse previously written object behaviour 
(methods) in another program was introduced. Students learned how to implement the 
inheritance procedure in Alice by saving a new 3D class from the object they had implemented 
and reusing it in a new world. Consequently, students completed this session successfully.
Session six: The purpose of this session was to teach students how to use and create object 
properties (object-level variables) and how to make the Alice program interact with the user 
(creating events). Students learned how to define an object’s variables, set an initial value and 
change the value during execution. They had to add some lines of code to the previous Skate 
script in order to employ the variable’s feature, as in the Modified Skater script (see Appendix 
1.5). The value of the variable could not be seen in the output screen unless the students dragged 
some specific segments of code to see the changing value during execution.
In the last part of the session, students learned how to make their programs interact with the user. 
They worked on their previous Skater program and added some additional events to make their 
program a more interactive animated program, as shown in the Interactive Skater script (see 
Appendix 1.5). Students implemented their interactive program perfectly.
Session seven: The purpose of this session was to define the array features in the Alice interface. 
The demonstration of how to create a visualization array and access its elements was introduced 
to the students. Students had to implement the Beetle-hand script (see Appendix 1.6) to work on
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the array functionality. However, Alice does not support the “for” iteration statement as students 
learned in their traditional classes when they access the elements of an array. Therefore, students 
had to use another iteration statement “while” and create a local variable to access each element 
in the array. They all accomplished the given script and knew how to perform the array feature in 
Alice.
In the last session of the workshop and after students had engaged and learned most of Alice’s 
features; they had to work individually on a given final assignment, as illustrated in the next 
section.
6.S.2.2. The final assignment description
The final assignment (see Appendix J), was given to the students on the 29* of April, 2012, to 
implement and design a program that utilizes each of Alice’s features to display an efficient 
reliable animation scene. As a pilot, we communicated with Dr. Wanda Dann, the Director of 
the Alice project, via email to review the context of the assignment and the survey (the survey 
will be described in the next section). Her comments were taken into our consideration and 
performed some modification.
To perform the required script in a realistic scene, each student individually without discussion 
had to follow each statement in the assignment to create/use functions, variables, control 
statements, methods, an array, events and other Alice’s features they learned in the previous 
sessions. The purpose of the final assignment was to assess if the students, individually, knew 
how to implement a realistic scene and accomplish the visualization assignment correctly.
The assignment contained various statements telling the students what to do. Students initially 
had to import an existing object called "AssignmentSkater" which had special attributes and 
behaviours. They had to create events to allow this object to skate and turn. An array had to be 
added containing three different cones. Each time the "AssignmentSkater" skated, students had 
to check by creating a world-level method "Check" if the "AssignmentSkater" is close to any 
element of the array (the cones). If so, students had to call an object-level method "skateAround" 
to let the "AssignmentSkater" skate around the closest object. To implement this conditional 
action, students had to create a new function "near" to return true if the "AssignmentSkater" was
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close to any cones. A parameter and conditional statement had to be implemented to perform the 
function process. A variable and iteration statement had to be created and implemented in the 
"Check" method to access the elements of the array. Finally, students had to create an object- 
level variable to keep track of the number of times the "AssignmentSkater" skates around a cone.
To assess and evaluate the students’ performance in the final assignment, we used an assessment 
instrument (rubric) for each Alice interface and feature so we could match what the students had 
done with each level in the rubric. The rubric contains descriptions at each activity level in the 
visualization process to reflect students’ performance on each Alice interface and feature.
The rubric in Table 6.4 uses four levels of performance: Excellent, Good, Poor and Unacceptable 
following Bailie, Marion and Whitfield’s (2010) classification. Having fewer levels would be 
difficult for the instructor to pick the performance level, and too many levels would be difficult 
to describe each level differently (Bailie, et al., 2010). We had to describe each level of 
performance and assign a value to each level of performance, as follows:
• Excellent = 1 : the required action is applied in an efficient reliable way
• Good = 2 : the action is performed in a satisfactory way
• Poor = 3: the action has been performed but in an insufficient way
• Unacceptable = 4: the required action has not been performed or performed in 
unacceptable way
Table 6.4 Visualization programming rubric for the final assignment of the Alice workshop
Alice interface 
and feature
Excellent =1 Good =2 Poor =3 Unacceptable =4
Initial Scene The snow theme is The snow theme is The snow theme is The snow theme
selected as the selected as the selected as the is not selected as
background. background. background. the background.
All the correct required All the correct required Some objects are Most o f the
objects {skater, cones, and objects {skater, cones and imported and some are required objects
arrays) are imported with 
a reliable realistic 
arrangement with their 
modified attributes 
{colored cones and 
invisible array).
arrays) are imported with 
a reliable arrangement but 
without modifying their 
attributes correctly.
missing with an 
unreliable arrangement 
with incorrect attributes
are missing.
Create an Use o f the proper {turn Use o f the proper {turn Use of built-in methods No use o f built-
animation left) built-in methods with left or right) built-in with incorrect in methods to
program {1/4 rotation) correct methods to perform arguments that perform the
arguments to perform reliable actions with the performed unreliable actions.
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functions
Control
statements
World/Object 
level methods
efficient reliable actions. 
The movement of the 
skater in the world is 
efficiently reliable and 
synchronized.
Use o f the appropriate 
built-in functions {the 
array size and the 
distance to functions) in 
the appropriate statements 
with the appropriate 
arguments.
Creation and calling o f  
the {near) fonction are 
performed efficiently.
Use o f the appropriate 
condition statement {less 
than) in the right place 
with the appropriate 
arguments.
Use of the if  and while 
statements in the right 
places.
Calling o f the object 
method {skate) in the 
appropriate place to 
perform the event 
efficiently.
Creation and calling of 
the world method {Check) 
are appropriate and 
efficient.
correct arguments.
The movement of the 
skater in the world is to 
some extent realistic.
Use o f the appropriate 
built-in functions {the 
array size and the 
distance to functions) in 
the statements but with 
some incorrect arguments. 
Creation and calling of 
the {near) function are 
performed correctly but is 
not positioned in the right 
place.
Use o f the appropriate 
condition statement {less 
than) in the right place 
but with some incorrect 
arguments.
Use of the i f  and while 
statements in the right 
places.
Calling o f the object 
method {skate) in the right 
place to perform the 
event.
Creation and calling of  
the world method {Check) 
are performed but not in 
the right place.
actions.
The movement o f the 
skater in the world is 
inefficient.
Use o f a built-in 
function with 
inappropriate 
arguments in the wrong 
place.
The creation and calling 
of {near) function are 
not appropriately 
performed.
Use o f the condition 
statement {less than) 
but not in the right 
place with inappropriate 
arguments.
Use of the i f  and while 
statements but not in 
the right places.
Creation and calling o f  
the required methods 
are not appropriately 
performed and placed 
in the wrong placement.
The skater is not 
moving at all.
The built-in 
functions are not 
used.
The creation or 
calling o f {near) 
function are not 
performed.
No use o f the 
appropriate 
conditional 
statements, and 
the control 
statements are 
not performed.
Creation and 
calling o f all the 
required methods 
are not 
performed.
Parameters
New 3D classes 
inheritance
Variables
Creation o f the correct 
type o f parameter {object) 
in the required function, 
followed by appropriate 
use o f this parameter to 
perform the conditional 
statement and the 
skatearound action.
Import o f the appropriate 
object {skater) with all the 
required features.
Creation o f the correct 
type o f the local variable 
{count) and the object
Creation o f the correct 
type o f parameter {object) 
in the required function, 
followed by use o f this 
parameter to perform 
either the conditional 
statement or the 
skatearound action 
correctly.
Import o f the appropriate 
object {skater) with some 
of the required features.
Creation of the correct 
type o f the local variable 
{count) and the object
Creation o f a parameter 
but with the incorrect 
type and placement, and 
the use o f it in an 
inappropriate way, 
creating an unreliable 
scene.
Import o f the wrong 
object with different 
features.
Creation o f some 
variables but with 
incorrect type and
No creation or 
use o f the 
required 
parameters.
No import o f the 
object {skater), 
whilst creating a 
new skater 
object.
No creation or 
use o f the correct 
required________
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level variable 
{countaround) with the 
required initial values. 
The use o f these variables 
is appropriately 
performed.
level variable 
{countaround).
One o f the variables is not 
used appropriately.
initial values.
The use o f them is 
inappropriately 
performed in the wrong 
places.
variables.
Interactive
programming
(Events)
All events {spacing and 
turn left) are performed 
efficiently.
All events {spacing and 
turn left) are performed 
correctly with some 
incorrect linking methods.
Some events are not 
performed as required.
No events are 
performed.
Arrays Creation o f the array with 
the appropriate elements. 
Access of each element 
correctly, causing an 
efficient action.
Creation o f the array but 
with some incorrect 
elements.
Access o f some elements 
correctly.
Creation o f the array 
without accessing any 
o f its elements at all.
No creation o f  
the array at all. 
Access of the 
elements 
individually.
Creating 
sequential and 
simultaneous 
actions
All statements are placed 
together in the appropriate 
places, causing an 
efficient reliable scene.
Most statements are 
placed together in the 
right places, causing a 
correct scene.
Many statements are 
placed in the incorrect 
places, causing an 
unreliable scene.
Most statements 
are placed in 
incorrect places, 
and some are 
missing, causing 
an unreliable and 
inefficient scene
Implement a
complete
program
The scene and actions are 
performed realistically 
and efficiently.
Most o f the actions are 
performed well, and the 
script is correct.
Most o f the actions are 
not reliable, and the 
script showed some 
unrealistic animation.
The actions and 
animation are not 
performed 
correctly, and the 
script is 
unreliable and 
unacceptable to 
watch.
6.S.2.3. The Alice survey description
In the last session of the workshop and after students accomplished the final assignments, 
students were requested to complete a survey (see Appendix K). The purpose of the survey was 
to evaluate the usability of and satisfaction with what they learned during the workshop. It 
measured students’ attitudes toward the Alice interface, with questions such as if they liked it, if 
they saw it as useful, and if Alice helped them in learning 0 0  concepts, etc. The survey included 
usability and satisfaction sections. The survey was divided into three parts, as the following:
Usability of the Alice interface: in this section students were asked to evaluate the usability of 
each feature provided by the Alice interface, as described in Chapter 4 Section 4.2. Each feature 
contained multiple questions related to a specific action. The usage of these features was learned
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during the sessions. This section could provide valuable findings on how easy or difficult these 
features were.
Satisfaction toward Alice general features: in this section students were asked to express the 
extent of their satisfaction while performing an action or implementing a method or a complete 
program using Alice’s features in general, not a specific feature. Using a combination of features 
together to perform an action might be more difficult than using one single feature. The last item 
on this section was about how easy the final assignment was. If a student’s satisfaction toward 
the final assignment was negative, she had to specify the reasons for this difficulty. It might be 
the time limitation to accomplish the assignment, her inadequate skills in using visualization, the 
difficulties of the assignment’s requirements, or Alice’s features themselves being difficult to use 
for accomplishing the assignment.
Attitude toward Alice: in this section students were asked to provide their level of agreement 
within each item toward Alice as a learning environment tool. Some of these items followed with 
some modification Daly’s (2011) questionnaire regarding students' opinion toward Alice.
In last part of the survey, students were allowed to add any comments or suggestions which 
emerged as a result of their experience with the visualization.
During previous sessions it was observed that students seemed to be interacting with Alice at 
various levels of engagement, following the engagement taxonomy (Naps, et al., 2002) and 
extended engagement taxonomy (Myller, et al, 2009), as addressed in Chapter 3 Table 3.1. 
Students visually constructed their code (constructing), viewed their visualization execution 
scene with different animation speeds (controlled viewing) and interacted with the execution 
scene with different inputs (entering input/ changing).
In general and according to our observation and students’ comments during the sessions, some 
students were frustrated while performing some of Alice’s features, such as, implementing 
functions, conditional statements or combination of them with logical expressions. Despite the 
difficulties they faced during the sessions, at the end they enjoyed what they learned and 
enthused to leam more about Alice. During session five they started to relate what they learned 
in the Alice workshop with the given 0 0  concepts in the traditional classes. In addition, students
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enjoyed and loved the way Alice interacted with them during execution. At the end, they found 
Alice interesting and easy and they did not regret attending the workshop.
6.6. Summary
This chapter began with a description of the experiment setting, following a descriptive analysis 
of the target general sample (GS) and the selected experimental sample (ES) based on data 
collected about the students’ educational backgrounds and profiles. The rest of the chapter was 
devoted to the design of the assessment instrument to measure the students’ learning outcomes 
and the procedure and material used in the intervention workshop sessions. Figure 6.1 illustrates 
the chronology of the experiment in order to clarify the time duration of all the procedures of the 
experiment.
Students were registered in CPCS203 (spring 2012)
The students’ educational background and profile data were collected via EBDC 
questionnaire and ODUS (28*^  o f  February to 4‘^  o f  March 2012)
GS students (N=124) were studying OOP concepts
The pre-AQ was distributed to the GS (8-9 o f  April 2012)
The pre-test was held to the GS (11'  ^o f  April 2012)
The Experimental Group (N=29) The Control Group (N=28)
The group was 
studying other 
concepts which 
were not 
included in the 
experiment
The Alice workshop was 
conducted to the group 
(starting 14'  ^o f  April 2012)
The final assignment was 
given to the group
The Alice survey was 
distributed and collected
The group was studying 
other concepts which were 
not included in the 
experiment
The post-AQ was distributed to the GS (first week o f  May 2012)
The post-test was held to the GS (14‘^  o f  May 2012)
Figure 6.1 The chronology o f the experiment
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Chapter 7 
Data analysis
The key objective of this chapter is to provide, first, quantitative evidence where any weaknesses 
with the understanding were detailed, and secondly, quantitative evidence as to whether a change 
in the teaching process leads to improvement in the understanding. In this chapter, we provided a 
combination of procedures and the use of various statistical analyses on the available data set, to 
gain an understanding of whether or not the Alice intervention improved students’ performance.
Before engaging the students with the intervention and evaluating its effectiveness as described 
in Section 7.2, we had to evaluate the students’ conceptual OOP understanding. Students were 
given an assessment test, which was the experimental pre-test, after learning most of the OOP 
concepts. The ADA approach was conducted on the assessment test to indicate the GS students’ 
achievement across what they were introduced to and learned in their traditional CPCS203 
classes.
7.1. The students’ performance analysis
The analysis was conducted on the GS students (N=124) who met the study conditions to 
diagnose the students’ problems within the context of the OOP course. Table 7.1 shows an 
example of the GS students’ original and normalized AGT of each question of the pre-test (see 
Appendix L.l for the all students’ data). However, as we mentioned in Chapter 5, what was 
important in the proposed assessment approach is the weight of each concept and the students’ 
answer grade within the question, not the weight of a question within the exam. Therefore, each 
question score had to be normalized to a weight out of one, following equation (8) in Chapter 5, 
as shown in Table 7.1. In addition, all the following analysis was performed on the total 
normalized grades presented in percentages (see the last colunrn in Table 7.1).
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Table 7.1 The GS students’ original and normalized AGT of the pre-test
Students
Total
Original
Grade
Original AGT 
(Sk, Q . )
Normalized AGT 
(Sk , Q n)
Total
Normalized
Grade
Total
Normalize 
Grade in
N=124 28 Qi Q2 Q3 Q4 Q5 QI Q2 Q3 Q4 Q5 5 1 0 0 %
SI 25.25 9.25 5.25 5.75 3.00 2 . 0 0 0.925 0.875 0.958 1.000 0.667 4.425 88.50
S2 7.25 0 . 0 0 5.25 0.00 0.00 2 . 0 0 0 . 0 0 0 0.875 0.000 0.000 0.667 1.542 30.83
S3 13.50 7.75 3.75 1.00 0.00 1 . 0 0 0.775 0.625 0.167 0.000 0.333 1.900 38.00
Figure 7.1 shows the average performance of the GS students on each question in the test. Table 
7.2 illustrates the descriptive statistical analysis of the GS students’ total normalized score of the 
pre-test formulated out of 100.
The Question
Figure 7.1 The average GS students’ performance on each question in the pre-test
Table 7.2 Descriptive analysis for the GS students’ pre-test normalized scores (N=124)
Descriptive analysis Normalized Score in %
Mean 53.01
Median 54.92
Std. Deviation 17.56
Minimum 14.67
Maximum 90.83
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7.1.1. Conducting the ADA approach
The steps of conducting the ADA were illustrated in Chapter 5. We performed the ADA equation 
(9) as explained in Chapter 5, on the 124 students to generate the ADT (see Appendix L.2). The 
ADT was calculated from the matrix of students' normalized AGT(Sfo Q„), as shown in Table
7.1, and the normalized TIRT(Qn, Ci) in Chapter 6 (Table 6.3). From an overall perspective. 
Table 7.3 shows the average percentage of the GS students’ achievement across each OOP 
concept.
Table 7.3 The average GS students’ ADT in percentage across each concept (N=124)
n  j I 1 j I 1 1 i Î I
Average 38.25 49.34 66.15 66.15 36.88 73.78 40.64 56.01 25.03 50.22 57.40 45.12
percentage__________________________________________________________________________________________________
7.1.2. Test of normality of the GS student’s pre test scores
In order for a parametric test to be valid, one of the assumptions is that the distributions of the 
GS students’ pre-test scores must be normal. The importance of the normal distribution is 
undeniable since it is the underlying assumption of many statistical procedures such as t-test, and 
ANOVA. When the normality assumption is violated, interpretation and inferences using 
parametric tests may not be reliable (Razali & Wah, 2011). According to Razali’s study (Razali 
& Wah, 2011), the Shapiro-Wilk is the most powerful normality test.
The histogram of the GS students’ pre-test scores, seen in Figure 7.2, displays graphically the GS 
score frequency distribution, which indicates the scores have a normal distribution behavior.
The most powerful formal normality test (Shapiro-Wilk) was performed on the pre-test to 
confirm the result. The significant value must be greater than alpha (0.05) to be considered 
normal. The p-value of the test (0.203) is greater than 0.05; therefore, the pre-test score 
distribution of the GS tends to be normal.
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Th« norm liz#d  t« s t  s c o ra
Figure 7.2 The GS students’ pre-test scores distribution
7.1.3. The analysis of the GS students’ attitude and its correlation with their normalized 
pre test scores
We performed a simple analysis on the results of the AQM and AQC in the distributed pre­
questionnaire (see Appendix F) to have initial data of the students’ attitude toward OOP before 
any intervention engagement. The analysis was performed by formulating each statement using a 
Likert scale, where students assign 1 to 5 points depending on how much they agree with the 
statements (giving from 1 to 5 consecutively to represent responses from Strongly agree/very 
easily to Strongly disagree/with great difficulties). However, 6 of the 124 students did not fill in 
the attitudinal questionnaire. Table 7.4 represents the mean of the students’ opinions (N=l 18) on 
each AQM statement and Table 7.5 represents the mean of the students’ confidence AQC across 
each OOP concept following the Likert scale indication.
Table 7.4 The GS students’ mean value in each AQM statement (N=l 18)
The AQM statement The Mean
1 . Learning Object Oriented Programming is fun 2 . 2 1
2 . Learning Object Oriented Programming is interesting. 2.04
3. Object Oriented Programming is easy to leam. 3.30
4. Learning Object Oriented Programming is important because it stimulates 
my thinking to improve my problem solving skills.
2 . 1 1
5. When an Object Oriented Programming assignment is difficult, I put all my 
effort trying to solve it.
1.92
6 . When 1 attain a good score in an exam, 1 feel very happy and proud of 
myself.
1 . 1 1
7. When the output o f my program is accurate, I feel very happy and proud of 
myself that 1 accomplished the task.
1.09
Total motivational attitude 1.97
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Table 7.5 The GS 4 ^ l î f ÿ ! î l f O O P  concept ( N = l l 8)
Weakncssgs in, and Evahiating 
Enha^a^“  ■ ■ ■
Progra(}}fl)^ Teaching and Ij^ n ing
Class
Overload
Encapsulation
Constructor
Object
Inheritance
Aggregations
Dependency
Override
Polymorphism
2.05
220
2.77
1.93
242
3.29
230
286
2.48
3.40
In addition, it was impotant to cblmkaiMaWÉüéGAlHlu^Wlvational attitude AQM was a factor in 
their performance. As the RkB -GSoiu^^^^^Érln^Btribution of scores is normal, we 
conducted the parametric test (Pearson^%i^ %l^heck the correlation between the dependent 
variable (the test’s scores) and the independent variable (the students’ motivational attitude). In 
this correlation test only, we calculated the mean result of the AQM statements across each 
student, then transformed the scale of the Likert, as 1 represents the highly negative score and 5 
represents the highly positive score, thereby matching the functionality of the correlation scaling 
procedure. The correlation was performed on 118 students, giving a result Pearson's r(116)=-
0.006, p-value (0.947) > 0.05. The result shows an absence of significant correlation. This is 
illustrated in the scatter graph (Figure 7.3), which shows a scattered random distribution.
g O 
8 0
RSqLHear«3761E-S
T he m otivational a ttitu d e  tow ard  OOP
Figure 7.3 The association between GS students’ pre-test scores and their motivational attitude toward OOP
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7.1.4. The correlation analysis between the GS students’ normalized pre test scores and 
their background data
The Pearson test was conducted to check the correlation between the dependent variable (the pre­
test score) and the independent variables, which were the students’ background skills (GPA, 
MathllO grade, and previous programming course’s grade CPCS202). Calculating Pearson test 
produced the following results: GPA: Pearson's r(122)=0.369; Mathl 10: Pearson’s r(122)=0.251; 
CPCS202: Pearson’s r(122)=0.250 where with all the conducted Pearson tests the p-values 
(0.000 for GPA, 0.008 for Math, 0.000 for CPCS202) were < 0.05. The result shows a significant 
correlation between the test scores and the background data; however, but with quite a weak 
association according to the Pearson values. In addition, in each scatter graph in Figure 7.4 
shows how the distribution of the two variables’ scores are randomly scattered.
1
I
GPA
1
(a) (b)
Î
s
C PC S202 g ra d e
(c)
Figure 7.4 The association between GS students’ pre-test scores and their background skills
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7.2. Alice’s impact analysis
In this section we describe a statistical analyses performed in order to determine if the average 
improvement of the experimental group (N=29) was significantly higher than the average 
improvement of the control group (N=28), and therefore Alice whether significantly enhanced 
the performance of the students in learning OOP. In order to measure any possible improvement, 
a pre-test and post-test design were used for the purpose of comparing groups and measuring 
change resulting from an experimental treatment.
7.2.1. Descriptive analysis of the ES groups’ normalized pre test and post-test scores
For the purposes of our study, we had to do the analysis on the ES selection groups to clarify our 
hypothesis results. Using the gain scores by calculating the difference between the pre-test and 
post-test’s scores is one of the classical approaches of measuring change with pre-test and post­
test data (Dimitrov & Rumrill, 2003). Even if there are post-test differences between groups, 
those differences may be attributable to characteristic differences between groups rather than to 
the intervention. Therefore, testing the gain will better illustrate causation. In addition, the use of 
pre-test scores helps to check the equality in behavior between the two groups before an 
intervention takes a place, thus producing more powerful results than designs with no pre-test 
data (Dimitrov & Rumrill, 2003).
As we mentioned previously in Section 7.1, what is important is the student’s achievement on 
each question, not the weight of the question in the exam. Therefore, the analysis was performed 
on both groups’ normalized AGT(Sk, Qn) of each test, as shown in Table 7.6.
Table 7.6 shows the tests’ total score of AGT for each student presented as a percentage (see 
Appendix M.l for the all students’ data). Table 7.7 shows an example of the gain AGT(Sk, Qn) 
which was calculated as: post-test AGT(Sk, Qn) - pre-test AGT(Sk, Qn) from Table 7.6 (see 
Appendix M.2 for the all students’ data).
I l l
Table 7.6 The ES groups’ normalized AGT o f the pre-test and post-test
Pre-test Post-test
1
<
o
Î
The
group AGT(Sk, Qn) 1
1
1 ,I* AGT(Sk,Qn) 11
1 »r
1—I
Exp/Con Ql Q2 Q3 Q4 Q5 5 1 0 0 Ql Q2 Q3 Q4 Q5 5 1 0 0
High El 0.925 0.875 0.958 1.000 0.667 4.425 88.50 1.000 0.750 1.000 1.000 1.000 4.750 95.00
Low .
E29 0.000 0.917 0.083 0.000 0.333 1.333 26.67 0.625 0.958 0.000 0.000 0.500 2.083 41.67
High Cl 0.775 0.708 0.333 1.000 0.333 3.150 63.00 0.875 0.750 0.667 1.000 1.000 4.292 85.83
Low
C28 0.800 0.958 0.000 0.000 1.000 2.758 55.17 0.100 0.792 0.000 0.000 1.000 1.892 37.83
7.7 The ES groups’ normalized gain AGT
Level Of 
Abilitv
The
group
Gain
AGT(Sk,Q„)
Total Gain 
Grade
Total Gain 
Grade in %
Exp/Con Ql Q2 Q3 Q4 Q5 5 1 0 0
High El 0.08 -0.13 0.04 0.00 0.33 0.33 6.50
Low
E29 0.63 0.04 -0.08 0.00 0.17 0.75 15.00
High Cl 0.10 0.04 0.33 0.00 0.67 1.14 22.83
Low
C28 -0.70 -0.17 0.00 0.00 0.00 -0.87 -17.33
The descriptive analysis of both groups in Table 7.8 is based on the normalized total score 
presented in percentage of the pre-test, the post-test and the gain scores as shown in Tables 7.6 
and 7.7. Table 7.8 shows that the mean gain score for each group (Exp= 12.21% and 
Con=8.11%) are positive, which means both groups improved in their performance.
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Table 7.8 Descriptive statistics for normalized total grade of the pre-test, post-test and the gain, by the ES groups
presented in percentage (Exp N=29, Con N=28)
Descriptive analysis Normalized Score %
Pre-test Post-test The Gain
Mean Exp 48.98 6 1 .18 12.21
Con 54.72 62.83 8.11
Median Exp 47 .00 63.33 17.67
Con 5 8 .70 6 6 .50 6 .75
Std. Deviation Exp 19.44 19.14 11.63
C on 15.00 16.37 11.04
Minimum Exp 15.50 15.17 -1 4 .6 7
Con 18^3 33.83 -17 .3 3
Maximum Exp 8&50 95 .00 2&83
Con 86 .17 9 3 .1 7 2&83
In addition, just from looking at Figure 7.5 (a) without doing any formal analysis, it appears that 
the experimental group on average did not perform as well as the eontrol group in the pre-test, 
but in the post-test it appears that using Alice helped the experimental group to improve to a 
simular learning level as the control group. Moreover, Figure 7.5 (b) indicates that the gain 
scores of the experimental group was bigger than the control group.
Pre-test Post-test
The test
1 40 00'
The group
(a) (b)
Figure 7.5 The normalized pre-test and post-test means o f ES groups
However, it is necessary to know if the difference in improvement between the experimental and 
control groups is significant. Did the experimental group improve in their performance more than 
the control group? Our intention is not to look at the mean result of individual tests. It does not
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matter what the absolute values are of the result of the pre-test or post-test, but what we want to 
know is the significant changes of performance after integrating Alice. To have a significantly 
result, we used a proper test, of statistical significance as by using the independent sample t-test 
for a parametric test and Mann-Whitney for a non-parametric test.
7.2.2. Statistical analysis to find the significant differences
In this section we discuss how we carried out the comparison analysis from different angles by 
using the most appropriate test on the sample size we have and pulled out some useful findings:
1. We performed statistical analysis to check if the experimental group and control group 
had similar performances before the intervention took place by comparing their 
normalized pre-test scores.
2. We performed statistical analysis to see if the experimental group did significantly better 
in the learning performance than the control group as seen in the difference between the 
pre-test and the post-test.
3. We performed the same previous statistical test for the purpose of deeper analysis on a 
whole range of different levels of granularity across the differences between the pre-test 
and the post-test, to see, from a general overview, if the new intervention affects a 
particular ability level (High and Low) and to know which particular ability level made 
significant improvement.
4. We performed statistical analysis for a more progressively deeper cause of analysis by 
analyzing concept by concept using the ADA approach.
5. We performed statistical analysis in a more general sense to see if Alice may change the 
students’ attitude to be more comfortable about OOP.
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7.2.2.I. The comparison between the pre test scores of the two independent groups (the 
experimental and control)
Initially we wanted to evaluate the difference between the mean performances of the two 
independent groups before the intervention to make sure that they are equivalent in their learning 
skills. Before using the parametric test (independent sample t-test) across the pre-test, we 
checked the assumptions and associated effect size statistics.
Independent sample t-test - Assumption 1; The test variable (the pre-test) is normally 
distributed in each of the groups. In order for the significance test to be valid, the 
assumption is that all of the distributions of the ES groups’ pre-test scores must be normally 
distributed. As the GS students’ test (pretest) scores themselves followed the normal 
distribution assumption as shown in Section 7.1.2, we also expect that the ES group’s scores 
will be normally distributed about the mean. As confirmation, the result of the Shapiro-Wilk 
test shows that the p-value of the experimental group (0.704), and the p-value of the control 
group (0.288) were both > 0.05, and that means that both groups’ scores in the pre-test tend 
to be normal.
Independent sample t-test - Assumption 2: The variances of the normally distributed 
test variables (pre-test) for the control group and experimental group are equal 
(Homogeneity test). Levene’s test is performed on the absolute deviations of values from 
the respective group means. In our case, Levene’s test evaluates the assumption that the pre­
test variances for the two groups are equal. If the p-value > alpha (0.05), we may conclude 
that the hypothesis of homogeneous variance should be significant.
Hq-. a} = a-|
H :^ gI  ^  o-|
gI  is the variance o f the test variable (pre-test) in the experimental group.
G2 is the variance o f the test variable (pre-test) in the control group.
The p-value of the Levene’s test of the pre-test is (0.250), which is > 0.05, and this leads to 
accept the hull hypothesis of the assumption, so the variances are equal for the pre-test.
Independent sample t-test - Assumption 3: The cases represent a random sample 
(experimental and control group) from the population and the scores of the pre-test
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are independent from each other. This assumption depends on the experiment design 
consideration. Because one of our research objectives was to assess the impact of Alice on 
different ability levels, therefore, the division of the GS was performed before the 
randomization selection took a place. The experimental group and control group were then 
randomly selected from both goups of the GS students and the scores of pre-test were 
independent from each others’ as was mentioned in Chapter 6.
After all assumptions had been checked, the independent sample t-test assuming equal variance 
was conducted, with a confidence level of 95% (alpha=0.05). The mean difference (pre-test=- 
5.743) was obtained by subtracting the mean for the control group (pre-test=54.72) from the 
mean for the experimental group (pre=48.98). The negative sign of the mean difference indicates 
that the mean of the control group is higher than the mean of the experimental group, but we 
need to know if these differences are significant, by checking the p-value of the independent 
sample t-test. As a result, the t(55)=-1.245 with p-value of the pre-test (0.218) is > 0.05. This 
result allows us to conclude that there were no significant differences between the two groups in 
the pre-test.
T.2.2.2. The comparison between the gain scores of the two independent groups (the 
experimental and control)
In this section, we determined the hypothesis of this research if the increase in performance from 
the pre-test to the post-test of the experimental group is significantly higher than that of the 
control group. Before using the independent sample t-test, we checked the assumptions and 
associated effect size statistics.
Independent sample t-test - Assumption 1: The test variable (the gain) is normally 
distributed in each of the two groups. We have to check the normality of the gain scores 
of the experimental group and the control group. According to the result of the Shapiro- 
Wilk test, the p-value (0.821) of the control group was > 0.05 which leads to the conclusion 
that the gain scores are normally distributed. On the other hand, the p-value (0.017) of the 
experimental group was < 0.05 which did not follow the normal distribution.
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According to the result of the normality, the non-parametric test (Mann-Whitney test) could be 
appropriate in this case. There are three assumptions that the Mann-Whitney test requires.
Mann Whitney - Assumption 1: The continuous distributions for the test variable (the 
gain) are exactly the same for the two groups. This assumption depends on the 
experiment design, in which the distribution of the gain scores of the experimental group is 
similar in characteristic to that of the control group, which was mentioned in Chapter 6.
Mann Whitney - Assumption 2: The cases represent a random sample (experimental 
and control group) from the population and the gain scores are independent of each 
other. The experimental group and control group were selected randomly from both goups 
of the GS students, as mentioned previously in Assumption 3 Section 7.2.2.1, and the gain 
scores of both cases were performed from the two tests (pre-test and post-test) which their 
scores were independent of each other according to that was mentioned in Chapter 6.
Mann Whitney - Assumption 3: The z-approximation test for the Mann-Whitney U 
test requires a large sample. The z-approximation test does not have to be used unless the 
sample size is greater than 41 (Green & Salkind, 2011). However, our sample size of both 
groups is 57.
After all assumptions were checked, a Mann-Whitney U test was conducted to evaluate the 
hypothesis that the gain scores of the experimental group were significantly greater than those of 
the control group. The results of the test were z=-1.389 with p-value (0.165)> 0.05. Thus, we 
accept the null hypothesis, and therefore, the groups do not differ significantly in their mean gain 
in OOP learning performance, with a level of confidence of (95%).
T.2.2.3. The comparison between the gain scores of different ability levels of the two 
independent groups (the experimental and control)
After performing the statistical analyses on the whole cohort of students’ gain scores, and finding 
that Alice did not affect the performance of the experimental group, we performed the same 
statistical analyses on each ability level (High and Low) groups, to see, from a general 
perspective, if the new intervention affected a particular ability level.
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We had already checked the distribution assumption of the experimental and control groups’ 
gain results as cohorts and since the different groups of ability were from both groups and 
selected randomly from the GS, then they follow the same characteristics of both groups. The 
gain scores of the experimental group did not follow the normal distribution; therefore, we 
performed the Mann-Whitney U test on each ability level.
The z-approximation test does not have to be used unless the sample size is greater than 41. 
Table 7.9 shows that each level group’s size is less than 41, and therefore an exact test will be 
considered in this case (Green & Salkind, 2011). In addition. Table 7.9 illustrates the mean and 
standard deviation values of gain scores of the high and the low ability levels. The scores of 
students with high ability in the experimental group rose more than those of the high ability 
students in the control group. On the other hand, while there are some differences between the 
gain scores of the low ability students in the two groups, this difference is not as pronounced as 
that in the high ability levels, as seen in Figure 7.6. This finding could indicate that Alice 
affected the experimental group students with high ability level, and improved their learning 
skills more than those with the low level ability. However, statistical analysis had to be carried 
out to determine if this finding reached significant levels.
Table 7.9: The Mann-Whitney U statistical test o f the gain scores for the high and low levels o f ability for both
groups
Ability level Groups N -
Normalized gain score in % Mann-Whitney U test
Mean Std. Deviation Z Exact P-value
Gain for High level Exp 14 14.36 9.99 -1.834 0.070
Con 15 8.24 8.25
Total 29
Gain for Low level Exp 15 1 0 . 2 0 13.01 -0.207 0.856
Con 13 7.95 13.97
Total 28
The results of the Mann-Whitney U test, as in Table 7.9, were (Z/high=-1.834 and Z/low =- 
0.207) and the exact p-value of the high level is (0.070) and the exact p-value of the low level 
(0.856) which are both > 0.05. Therefore, the high and low ability levels in both groups do not 
have a significantly differences with their mean gain in OOP learning performance, with a level 
of confidence of (95%).
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The level of ability
Figure 7.6: The mean gains of the high and low ability levels for both ES groups
In addition, we analyzed the result from a different perspeetive that of comparing between the 
means of the two different ability levels of the experimental group, to check if Alice significantly 
affected a particular student’s level more than the other. The Mann-Whitney U test was 
conducted to evaluate the difference between the two ability levels of the experimental group. 
The results of the test were z=-0.851 and the exact p value (0.400) is > 0.05. Thus, the mean gain 
of two different levels of ability of the experimental group shows an absence of significant 
difference in OOP learning performance, with a level of confidence of (95%),
1.2,1 A. The comparison between gain ADTs of the two independent groups (experimental 
and control)
For more detailed analysis, we performed the same statistical comparison analysis described in 
Section 1 2 2 2  for the ES groups but across the individual concepts. This is a more informative 
analysis, because it gives us useful and deeper information as to whether the given new 
intervention - Alice - is better at assisting students in some concepts rather than others.
The gain ADT for each student across each concept was generated using the ADA approach. 
Table 7.10 shows an example of both groups’ normalized gain ADT(Sk,Ci) which has been 
calculated from the matrix of the ES groups’ normalized gain AGT(Sk, Qn) , as shown in Table 
7.7, and the normalized T I R T ( Q n ,  C,) as illustrated in Chapter 6, Table 6.3 (see Appendix M.3 
for all students’ data).
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Table 7.10 The ES groups’ normalized gain ADT
Groups Gain ADT(Sk,Ci)
""A O  t : ' (U ^  ^ D
High El 0.054 0.023 0.075 0.075 0.053 -0.050 0.056 0.001 0.044 0.063 0.087 0.083
Low
E29 0.182 0.213 0.625 0.625 0.161 0.261 0.220 0.028 -0.027 0.372 0.072 0.042
High Cl 0.246 0.189 0.100 0.100 0.253 0.064 0.233 0.164 0.315 0.183 0.254 0.167
Low
C28 -0.263 -0.301 -0.700 -0.700 -0.241 -0.367 -0.300 -0.070 -0.055 -0.450 -0.045 0.000
Table 7.11 illustrates the mean values and the standard deviations in percentage of gain ADTs of 
each concept for both groups. Without doing any formal analysis, Table 7.11 shows that the 
mean gain ADT of the experimental group to some extent is higher than that of the control group 
in all concepts. We had to determine using statistical tests that the experimental group improved 
in their performance to a greater extent than the control group in each concept.
We performed the comparison analysis to check if Alice improves the learning progress of the 
experimental group significantly more than that of the control group in each OOP concept 
individually. The non-parametric test (Mann-Whitney test) was conducted on all the concepts 
because the gain ADT are originally formulated from the non-normally distributed gain scores 
(see Section 1.222).
Table 7.11 shows the Mann-Whitney U result of the test, where the p-value of each concept is > 
0.05. Thus, we accept the null hypothesis that is, that both groups have a significantly similar 
average gain in OOP learning performance across each OOP concept, with a confidence level of 
(95%).
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Table 7.11 The gain ADT’s Mann-Whitney U statistical test on each concept for each group
Gain A D T  in % Mann-Whitney U test
Concepts Groups M ean Std. D ev Z p-value
Variable Exp 4.07 12.63 -0.327 0.743
Con Z58 10.45
Method Exp 3.94 11.25 -1.070 0.285
Con 1.32 9.45
Class Exp 1.98 21.32 -0.497 0.619
Con -1.07 17.23
Overload Exp 1.98 21.32 -0.497 0.619
Con -1.07 17.23
Encapsulation Exp 4.17 12.65 -0.247 0.805
Con 2.75 10.37
Constructor Exp 3.80 14.16 -1.796 0.072
Con -1.43 10.58
Object Exp 3.89 12.76 -0.375 0.708
Con 2.26 10.64
Inheritance Exp 15.81 13.78 -1.556 0 . 1 2 0
Con 10.09 11.72
Aggregation Exp 5.05 14.78 -0.072 0.943
Con 4.30 11.19
Dependency Exp 3.18 14.71 -0.343 0.731
Con 1 . 0 1 12.36
Overriding Exp 19.09 16.32 -0.926 0.354
Con 15.57 15.75
Polymorphism Exp 33.78 31.40 -0.775 0.438
Con 24.70 28.28
7.2.2.S. The comparison between the Attitudinal Change (AC) of the two independent 
groups (experimental and control)
This kind of analysis tells us whether the use of Alice in a sort of general sense made the 
students feel more comfortable about OOP. It might not necessarily lead to any improvement in 
performance, but if they feel more comfortable with it, then it is a useful outcome.
Despite all GS students having a positive attitude toward the OOP behavior except their neutral 
opinions toward the ease of learning OOP concepts as in Table 7.4, what we really want to know 
is whether the visualization tool leads to significant enhancement in the experimental group's 
motivation, attitude toward visualization or the confidence in learning OOP concepts, compared 
with the enhancement of the control group.
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The AC shows how students changed their attitude negatively or positively toward each 
statement in the AQ (see Appendix F). We calculated the AC from the results of the pre- and 
post-AQ. For example, if in the pre-AQ the student’s opinion was “Strongly agreeWery easy”, 
which has a score of 1, and in the post-AQ was “Strongly disagree/With great difficulties”, 
which has a score of 5 following the Likert scale, this gives an AC score of -4 by subtracting post 
from pre, which means the attitude changed from the most positive attitude to the most negative 
attitude. Appendix N shows the experimental group and control group’s AC in each AQ 
statement.
In addition, while performing the AC analysis on AQV data, we could not perform the 
quantitative analysis on the experimental and control groups, due to the ambiguous results 
toward visualization. Some students misunderstood what “not applicable” meant and what 
“Neutral” meant. Some of the students gave conflicting results which seemed unrealistic. We 
categorized the results of the students into realistic opinion cases, semi- realistic opinion cases 
and unrealistic opinion cases to give an overview of the students’ different opinions. The 
following are the descriptions of all cases that students exhibited:
Realisticjcasel: students who had been exposed to visualization in advance (this information 
was collected from EBDC questionnaire) and provided their opinions.
Realistic_case2: students who had not been exposed to visualization in advance and chose “not 
applicable” in the AQVpre but then in the AQVpost they gave their opinions because they may 
have been exposed later as the experimental group.
Realistic_case3: students who had not been exposed to visualization either in advance or later 
and chose “not applicable” in both AQVpre and AQVpost.
SemiRealistic_casel: students who had not been exposed to visualization in advance but gave 
their opinion in both AQVpre and AQVpost •
SemiRealistic_case2: students who had not been exposed to visualization in advance but gave 
their opinion in the AQVprei but in the AQVprei they chose “not applicable” and in the AQVpost 
they gave their opinions.
Unrealisticjcasel: students who had been exposed to visualization in advance but chose “not 
applicable” in the AQVpre. They might mean “Neutral” instead of “not applicable”.
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Unrealistic _case2: students from the experimental group who had been exposed to Alice; 
however they chose “not applicable” in the AQVpost-
Unrealistic _case3: students who had not been exposed to visualization in advance; however 
they had an opinion in the AQVpre but in AQVpost they chose “not applicable”, which does not 
make any sense. They might mean “Neutral” instead of “not applicable”.
Due to the students’ opinions inconsistency and apparently random answers, we could not carry 
out a quantitative analysis of the AC toward visualization.
Table 7.12 shows the means and the standard deviations of AC of each group in each AQM and 
AQC statement. In addition, to select the statistical test to determine if there are significant 
differences, we checked the formal normality test (Shapiro-Wilk) first, to know whether to use a 
parametric or non-parametric test. Table 7.12 shows that in each statement, the significant value 
of the normality of the experimental group or the control group is < 0.05. This leads to the 
conclusion that the AC scores are not normally distributed and therefore the non-parametric 
Mann-Whitney U test was conducted to evaluate the differences. The p-values of all tests were > 
0.05 so both groups have a significantly similar AC toward OOP with a confidence level of 95% 
(see Table 7.12).
Table 7.13 summarizes the previous results by reporting the mean and standard deviation of 
section AQM and AQC, showing in addition an absence of significant difference between the 
groups across each AQ section. Figure 7.7 shows that the AC mean values of both groups in each 
section range between -0.5 and 0.5, which indicates almost no change in the attitude and that the 
differences between the two groups are very small.
The absent of students’ attitudinal change may partly be due to the nature of the GS students. 
The initial attitude of the most students was positive, so the use of the tool may not necessary to 
affect them. However, if we look at the students who had less enthusiasm about OOP to start 
over with, they might find the tool fun and motivating, and we might have some indication that 
the tool positively affects the less motivated students more than the highly motivated ones. For 
that reason, we divided the experimental group into two categories depending on the pre- 
AQMi,2,3,4,5,6,7 mean across each student: students who had initial high motivation (pre-AQM 
<=2.5) and students who had initial neutral or low motivation (pre-AQM > 2.5). We also
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performed the same division on the initial high confidence toward OOP and neutral/low 
confidence depending on the pre-AQCi,2.3.4.5,6,7,8.9.io.n,i2 mean.
Table 7.12: The statistical analysis o f the AC in each AQM/AQC statement o f both groups
AQ statements Group Mean of 
Change
St.
Deviation
Shapiro
-W ilk
Sig
P-value
AQMi : Learning OOP fim Exp -0.17 0.805 0 . 0 0 0 0.469
Con -0.04 0.793 0 . 0 0 0
AQM2  : Learning OOP is interesting Exp 0.07 0.638 0 . 0 0 1 0.224
Con -0 . 2 1 0.738 0 . 0 0 1
AQM3 : OOP is easy to learn Exp 0.07 0.638 0 . 0 0 1 0.248
Con -0 . 2 1 1 . 1 0 1 0.019
AQM4  : Learning OOP is important because it Exp 0 . 1 0 0.724 0 . 0 0 0 0.964
stimulates my thinking to improve my problem Con 0.14 0.720 0 . 0 0 1
solving skills
AQM5 : When an OOP assignment is difficult, I put Exp -0 . 1 0 0.772 0 . 0 0 0 0.948
all my effort trying to solve it. Con -0.18 0.893 0.003
AQMg : When I attain a good score in an exam, I feel Exp 0.07 0.799 0 . 0 0 0 0.526
very happy and proud o f myself Con 0 . 0 0 0.544 0 . 0 0 0
AQM? : When the output o f my program is accurate. Exp -0.14 0.743 0 . 0 0 0 0.459
I feel very happy and proud o f myself that I Con -0 . 1 1 0.497 0 . 0 0 0
accomplished the task
AQCi : Variables Exp 0 . 1 0 0.310 0 . 0 0 0 0.879
Con 0.07 0.604 0 . 0 0 0
AQC2 : Methods Exp 0.34 0.721 0 . 0 0 0 0.291
Con 0.18 0.863 0 . 0 0 0
AQC3 : Classes Exp 0.45 1 . 0 2 1 0 . 0 1 0 0.301
Con 0.25 1 . 1 1 0 0 . 0 0 1
AQC4  : Overload Exp 0.38 1 . 1 0 1 0.013 0.966
Con 0.39 0.737 0 . 0 0 0
AQC5 : Encapsulation Exp 0.48 1.184 0.106 0.817
Con 0.54 1.261 0.032
AQCe : Constructors Exp 0.36 0.870 0 . 0 0 0 0.744
Con 0.46 0.922 0 . 0 0 0
AQC? : Object Exp 0.59 1.181 0 . 0 2 1 0.170
Con 0.14 1.113 0.019
AQCg : Inheritance Exp 0.93 1.193 0 . 0 2 2 0.369
Con 0.61 1.133 0 . 1 0 0
AQC9 : Aggregation Exp 0.34 1 . 1 1 1 0 . 0 0 1 0.987
Con 0.32 1.188 0.071
AQC 10 : Dependency Exp 0.41 1.268 0 . 0 1 2 0.953
Con 0.44 1.502 0.045
AQC 11 : Override Exp 0.62 1.178 0 . 0 0 1 0.172
Con 0.15 1.199 0.113
AQC12 : Polymorphism Exp 0.69 1.072 0.023 0.836
Con 0.82 1.219 0.014
124
Table 7.13: The statistical analysis o f the AC in each AQ section of both groups
Total Average o f each AQ section Group N Mean of Change St. Deviation P-value
A Q M l.2 .3 ,4 ,5 ,6 ,7 Exp 29 -0.03 0.302 0 . 8 6 6
Con 28 -0.09 0.341
A Q C  1,2,3.4,5.6,7,8,9,10,11,12 Exp 29 0.45 0.476 0.586
Con 28 0.36 0.510
1
1 1
AQ S e c tio n s
Figure 7.7: Mean changes in AC of each AQ section for the ES groups
Table 7.14 shows the number of students in eaeh category, and due to the small sample size and 
following the same non-normal characteristic of the AQM and AQC statements, we used the 
Mann-Whitney U test. The result indicates a significant difference between the two groups (p < 
0.05). However, the reason for this disparity might be simply that the low enthusiasm students 
still have a lot of potential to improve; in contrast, the students with high enthusiasm might have 
already reached almost the highest level of their motivation and confidence. Thus, engaging 
them with a new intervention might not make much difference. This absence of change might not 
be because Alice was not helping, but simply because the high enthusiasm students were more or 
less at the ceiling of their motivation and confidence toward the OOP.
This result above suggested that Alice could affect and change the attitude of the students who 
had low or neutral motivation and confidence toward OOP. Just to reinforce this argument, we 
did the same simple statistical analysis on the control group, but only on the AQC because only 
two students in the AQM had neutral motivation. We just repeated this simple analysis on the 
control to reinforce the assumption that the difference was due to Alice. Table 7.15 shows that in 
the control group there is no difference between students with high and low confidence
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(0.115>0.05). In conclusion, Alice might have enhanced the attitude of students with low 
motivation and low confidence in learning OOP.
Table 7.14 The analysis o f the AC in AQM and AQC across the High and Neutral/Low motivated students in the
experimental group
Total Average Exp/Group N Mean o f Change St. Deviation P-value
A Q M i.2 .3 .4 ,5 ,6 .7  H Ï i i  22 -0.118 0.173 0.004
Neutral /L ow  7 0.257 0.443
A Q C i,2 ,3 ,4 ,5 ,6 ,7 ,8 ,9 ,10.11,12 High 11 0.082 0.387 0.000
N eutral/L ow  18 0.739 0.418
Table 7.15 The analysis o f the AC in AQC across the High and Neutral/Low motivated students in the control group
Total Average Con/Group N Mean o f Change St. Deviation P-value
A Q C i,2 ,3 ,4 ,5 ,6 ,7,8,9,10,11,12 High 17 0.253 0.539 0.115
N eutral/L ow  11 0.536 0.430
7.3. Alice engagement analysis
In general, an engagement analysis examines a different aspect than our core objectives, but it is 
all part of evaluation which is important because it gives us an interesting analysis of how Alice 
performs as a tool and how students engage with Alice. Therefore, we conducted an analysis on 
the results of the distributed final assignment (see Appendix J), to assess the students’ 
visualization performance while engaging with the Alice interface and feature. In addition, we 
assessed their satisfaction with the Alice interface and its features according to the results of the 
distributed satisfaction survey (see Appendix K) as well to see if their performance was related 
to their satisfaction. The result could indicate that students may feel satisfied engaging with 
Alice, but it may not actually improve anything from the real efficient performance with the tool. 
Having results of these kinds of assessment would enrich our findings to check if students really 
enjoyed Alice’s features and performed well.
7.3.1. The analysis of students’ visualization performance with Alice
To evaluate the experimental group’s visualization performance while engaging with Alice, we 
used the rubric (see Table 6.4 in Chapter 6) for each student to determine her performance across 
each Alice’s feature (see Appendix 0.1), where 1 to 4 consecutively represents performance
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from excellent to unacceptable. As a summary, Table 7.16 shows the mean value of all students’ 
performance and the two different ability level groups’ performance in each Alice’s feature.
Table 7.16 The experimental group’s performance mean in each Alice’s features (N=29)
A lice  feature
The mean
A ll High N =  14 L o w N = 1 5
Initial Scene 1.1 1.1 1.1
Create an Anim ation Program 1.2 1.1 1.2
Functions 1.6 1.2 1.9
Control Structures 1.4 1.1 1.7
W orld/Object L evel M ethods 1.6 1.4 1.9
Parameters 1.7 1.3 2.1
N ew  3D  Classes- inheritance 1.1 1.2 1.1
Variables 2.2 1.6 2.7
Interactive Programming (Events) 1.1 1.1 1.1
Arrays 1.7 1.3 2.1
Creating sequential and simultaneous actions 1.9 1.4 2.3
Implement a com plete program 2.2 1.7 2.6
M ean values 1.6 1.3 1.8
Table 7.16 shows that the students who struggled with the “variable” feature are from the low 
ability level (the mean is 2.7). Moreover, the “Implementation of a complete program” item in 
Table 7.16 shows that the students with low ability level implemented the visualization program 
in an insufficient way and with an unrealistic scene (the mean is 2.6). However, as the mean of 
all students’ performance across all features is (1.6) and according to the mean of each feature as 
shown in Table 7.16, students overall had either approximately excellent or good performance 
while integrating with Alice.
From the general perspective of the students’ performance with the Alice features. Figure 7.8 
illustrates the frequencies of students at each performance level following the rubric 
classification in Chapter 6 Table 6.4 across all Alice’s features. None of the students had 
unacceptable visualization performance. The few students who struggled with the visualization 
feature and had poor performance are mostly from the lower level ability group (see Appendix 
0.1 last column).
In general, students integrated with Alice’s features and interface successfully, which produced 
good performance in the Alice final assignment. What is also important is to assess their
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satisfaction toward these features and interface. They might perform well but with dissatisfaction 
toward these features.
G ood Poor
Performance
Figure 7.8 Frequency of the experimental students’ average performance with all Alice’s features 
7.3.2. The analysis of students’ satisfaction toward Alice
As mentioned in Section 6.5.2.3 in Chapter 6, the survey (see Appendix K) contained three 
major sections (usability of the Alice interface, satisfaction toward Alice general features and 
attitude toward Alice). We performed the simple analysis on the result of the survey using the 
Likert scale, giving 1 to 5 consecutively to “extremely easy/strongly agree” to “extremely 
difficult/strongly disagree” (for all students’ data see Appendix 0.2, 0.3 and 0.4).
As a summary. Table 7.17 shows the mean value of all students’ satisfaction opinions and the 
two different ability level groups’ satisfaction opinions toward each statement in each section of 
the survey. However, in Section 1 in the survey, each feature contains multiple statements that 
relate to a specific action. We calculated the average of these statements to generate the result of 
students’ opinions toward each feature.
From Table 7.17 the only statement that could approach the neutral satisfaction is how they see 
the easiness of the final assignment. In general, the students who had neutral opinions toward 
Alice are those with lower ability levels.
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Table 7.17 The experimental group’s satisfactory mean in each statement o f Alice survey (N=29)
The mean
Statement of each section All High
N=14
Low
N=15
Alice interface:
1. Initial Scene 1.3 1.2 1.5
2. Create an Animation Program 1.8 1.4 2.3
3. Functions 1.7 1.3 2.0
4. Control Structures 1.6 1.4 1.8
5. World/Object Level Methods 1.7 1.1 2.2
6. Parameters 1.7 1.3 2.0
7. New 3D Classes- inheritance 1.8 1.4 2.1
8. Variables 1.8 1.4 2.1
9. Interactive Programming (Events) 1.6 1.6 1.5
10. Arrays 1.6 1.1 2.0
Alice general feature:
1. Finding what is needed ( objeet, Built-in methods, Built-in function. 2.3 2.1 2.6
etc) to perform an action (Navigation)
2. Deleting any statement 1.4 1.1 1.6
3. Creating sequential and simultaneous actions together to perform a 
reliable scene
2.3 2.1 2.6
4. Implementing the body of a method to perform a reliable aetion 2.2 1.8 2.7
5. Implementing a complete program to perform a reliable scene 2.3 2.1 2.5
6. The final assignment was 2.5 2.1 2.9
Attitude toward Alice:
1. The run animation window helps me to find my mistake in the code 
easily
2.0 1.5 2.5
2. The run animation window helps me to understand my mistake in 
the code
2.2 2.0 2.5
3. Implementing a program by Alice tool helps me in understanding 
Object Oriented Programming concepts of the course.
2.1 2.1 2.0
4. Learning Aliee tool is fun and exciting. 1.7 1.5 1.8
5. Learning Alice tool is easy. 2.2 1.9 2.5
6. I am really satisfied while using Alice tool 1.9 1.6 2.3
7. I would like to use Alice in the future. 1.8 1.7 1.8
To give a general idea of the students’ opinions toward Alice, Figure 7.9 illustrates the frequency 
of the student’s mean opinion, as detailed in Appendix 0.2, 0.3 and 0.4. Figure 7.9 (a) shows 
the mean frequencies of all statements of section 1 and section 2 (Alice interface and Alice 
feature usability) excluding the statement that related to the ease of the final assignment, because
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it does not reflect on Alice’s features. Figure 7.9 (b) shows the mean frequency of all statements 
in section 3 (attitude toward Alice).
Extremely easy Easy Neutral
O p in io n
Difficult Extremely Difficult Strongly agree Agree Neutral Disagree Strongly Disagree
O p in io n
(b) Attitude toward A lice(a) A lice interface and features usability
Figure 7.9 Frequency of the experimental students’ average opinions toward Alice
7.4. Summary
This chapter identified from a cohort of students which concepts the students had achieved good 
understanding of and which they had not, using the ADA approach. It then demonstrated a 
method whereby when we engage the students with an intervention, we can see, using 
appropriate statistical analyses, whether or not the intervention would lead to an improved 
understanding of at least some of the concepts in a course. Alice was an example of an 
intervention, and we had designed an experiment to show how an intervention can be evaluated.
From the analysis result, it showed that the General Sample students seemed to have difficulties 
in understanding and mastering the OOP concepts. Therefore, analyzing the impact of Alice 
could provide valuable results and indicate a useful solution. However, there it turned out that 
there was no statistically significant difference in the students' performance, motivational attitude 
or confidence improvement in general nor with each concept in OOP learning skills between the 
experimental group and the control group. On the other hand, there is an indication that Alice 
affects the students’ with low or neutral enthusiasm positively and enhances their OOP learning 
confidence. It is possible that the lack of impact on students of higher enthusiasm was due to a 
ceiling effect.
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Chapter 8 
Discussion
This chapter interprets and reveals the useful collected data that presented meaningful findings of 
the study experiment when it was analyzed. According to the data analysis, the mean value of 
the GS (N=124) students’ total normalized score on the test (pre-test) was 53.01% (see Table 
7.2), which was below the standard passing grade. These results clearly indicated a lack of 
student attainment of OOP concepts. As the ADA approach progressively diagnosed the 
student’s achievement with each OOP concept, its findings showed, from Table 7.3, that the 
average score for each OOP concept did not reach 60%, except for three concepts (Class, 
Overload and Construction). However, students’ average scores on these concepts still indicate 
that they were at risk of not mastering the concepts because the average scores were all below 
the midpoint of the pass band. This overall low student performance was an indicator of the 
difficulty students had with OOP concepts. Students were unable to come up with the correct 
solutions and failed to apply prior knowledge to new problems. This could be due to their limited 
cognitive understanding and fragile knowledge of the subject.
The discussion above emphasizes that the ADA approach progressively diagnosed the students’ 
achievement on each concept as it depends on how the students perform on the question and to 
what extent the question associates with the concept. For example, the extremely low average 
score the students achieved in the third question (21.51%), as shown in Figure 7.1, decreased to 
some extent the score of any concept related to this question. The third question assessed the 
students’ higher order thinking skills, at the level of Creating, which, according to the revised 
Bloom’s Taxonomy (Anderson, et al., 2001), is the highest cognitive learning level. To achieve 
this kind of level, students must have full mastery of the concepts. This question assessed 
whether students had the ability to synthesize what they had learned and hypothesize what 
classes are available and how they were designed to implement a complete task (method) which 
met the requirements. Students showed major deficiencies when carrying out the task requiring 
the highest cognitive learning outcomes. It seemed that at this academic stage, students might 
have difficulties reaching the advanced Create learning outcome level while solving OOP tasks.
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However, the ADA approach computed the student’s achievement grade while neither allowing 
the score of question three to dominate nor neglecting the other questions’ scores. For example, 
despite the fact that S70 scored 0% in question three, the association of the “Inheritance” concept 
with other questions besides question three raised the student’s achievement on the Inheritance 
concept to 49.7% (see Appendix L.2). Assessing the achievement of a concept within questions 
with various levels of association would progressively diagnose the understanding of that 
concept with different learning outcomes and avoid any detrimental evaluation which is overly 
affected by the difficulties of one question.
Interestingly, based on the students’ attitude responses to statement 3 in the AQ (see Table 7.4), 
they (N=l 18) had a neutral opinion toward the ease of learning OOP (with a mean value 3.30 out 
of 5 following the Likert scale). This result indicated that students considered OOP concepts 
neither difficult nor easy to learn. However, in reality they had difficulties while implementing 
the behavior of OOP concepts.
According to the literature, high level concepts such as Inheritance and Polymorphism are 
possibly the most advanced and abstract subjects in OOP and are hard to understand and 
internalize (Benaya & Zur, 2008; Gamer, et al., 2005). In addition, Liberman, Beeri and Kolikant 
(2011) suggested that students may not differentiate between the concept of Inheritance and 
Aggregation. Based on our AQ analysis results in Section 7.1.3, the students’ confidence toward 
the OOP concepts may support what previous studies have concluded. Looking at each concept 
individually, the students showed that they did not know if learning Inheritance, Aggregation and 
Polymorphism were easy or not (their mean values are more than 3 out of 5), as shown in Table 
7.5. Following the Likert scale, the students had neutral opinions toward these three concepts. It 
seemed that the ease of implementing the high level OOP concepts, as well as the relationship 
between classes, remains vague. In other words, from the students’ perspective, the uncertainty 
about the ease of learning a concept was involved with the more advanced concepts of OOP.
Despite the students’ low performance in the exam and their neutral opinions toward the ease of 
some OOP concepts, their motivation in general towards OOP behavior was positive and 
satisfactory. They considered OOP to be fun (with a mean value of 2.21 out of 5) and interesting 
(with a mean value of 2.04 out of 5). They also saw the value of learning OOP and recognized
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that it stimulates problem-solving skills (with a mean value of 2.11 out of 5). In addition, they 
indicated a high level of self-sufficiency (with a mean value of 1.92 out of 5) and a positive 
sense of achievement (with a mean average 1.1 out of 5), as shown in Table 7.4. In general, 
students seemed happy with what they have learned and were satisfied with the OOP behavior.
Many cognitive, physiological, pedagogical, and educational factors came into play when 
deciding why students failed or succeeded in learning programming. As we have seen in the 
literature review in Section 2.1, numerous case studies have been conducted to identify the 
various issues that impact on the mastery of OOP concepts.
As mentioned in the literature review, a lack of general problem-solving abilities could be one of 
the main reasons that programming problems occur (Gomes & Mendes, 2007; Lister, et al., 
2004). Thus, one of the CPCS203 course objectives is to enhance the problem-solving skills that 
could impact the conceptual learning process. Students were engaged with multiple problem­
solving exercises during the extra 1 hour and 30 minutes session per week, and were able to 
practice during the lab sessions.
In addition, most studies indicated that variables such as math background, programming 
experience and previous academic performance predicted success achievement in introductory 
programming courses. The findings of this research showed unsatisfactory performance in OOP, 
which could be due to the deficiency of one or more of the previously mentioned factors. Most of 
the GS students in the experimental study (N=124) had on average a high academic level 
(GPA=4.501 out of 5) in their previous semesters of studying, as addressed in Chapter 6 Section
6.2. Nevertheless, this successful achievement had no impact on the students’ OOP performance 
due to the nature of the completed courses, which were completely different from the 
programming field. Students could be high achievers in subjects which were taken in the 
previous semesters, such as biology, chemistry, Islamic studies and other general university 
requirements, but low achievers in programming. However, when we conducted a correlation 
test between the OOP performance and the GPA, there was a weak correlation value (0.369).
Based on the literature review, it seemed likely that mathematics skills play an essential role in 
the success of learning programming and OOP, and the deficiency of this skill could be a factor 
in the difficulty of learning programming. However, based on our finding, the participant
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students (N=124) came with high mathematical skills (an average grade of 88.076% in 
Math 110), as addressed in Chapter 6 Section 6.2. Therefore, math skills might not be a 
contributing factor in their low OOP performance. Although a correlation between the students’ 
performance and their previous math skills was found, it was too weak a correlation (0.251) to 
consider math skills as a major factor (see Section 7.1.4)
In addition, although the previous programming course CPCS202 is a prerequisite course to 
CPCS203 and the students’ average grade was 82.097%, as addressed in Chapter 6 Section 6.2, 
the high previous programming skills did not predict the success of conceptual understanding of 
the OOP course. The results showed a weak correlation (0.250) with the students’ performance 
in OOP (see Section 7.1.4).
Our findings above supported what Boyle et al. (2002) had found, namely that GPA, previous 
math skills, and previous programming skills had no impact on the success or failure of OOP 
performance. However, it contradicted what Boyle et al. (2002) and Ventura (2005) found; that 
although the students’ motivation attitudes remain positive (with a mean value of 1.97 out of 5 
following the Likert scale, as shown in Table 7.4), low grades in OOP still occur. Our finding 
showed that students’ motivation neither correlated with nor affected their performance (see 
Section 7.1.3). In general, students in the FCIT college seemed to be motivated toward 
programming and exert a great deal of effort while programming, similar to students at the 
University of Tabuk in Saudi Arabia (Mhashi & Alakeel, 2013). However, based on our findings 
and those of Mhsahi and Alakeel’s (2013) investigation, during the real implementation of the 
concepts, the problems of understanding still remain.
The core of the research’s statistical analysis procedure was to demonstrate how to evaluate 
whether Alice made a difference or not, and to be able to do that with a detailed analysis of the 
students’ performance, in terms of their gaining of understanding of underlying concepts in the 
OOP course, and in terms of whether or not Alice enhanced their motivation or their positive 
feeling toward what they were learning.
Initially, both ES groups had equal levels of performance in the pre-test, which reinforced the 
assumption of equality of the two groups before the intervention took place. However, even after 
the intervention, the analysis of the performance between students who had used Alice in an
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additional workshop together with their traditional classes, and students who were taking only 
the traditional classes, revealed no significant differences in their performance in general and 
across all the tested OOP concepts, as addressed in Section 122.1  and 122.A.
These results suggested that using Alice did not affect the performance of the students in 
learning OOP. It is possible that the reason for this was simply that there was insufficient data to 
detect differences, because on a general level, a comparison of the mean gain scores of each 
group showed that the experimental group (12.21%) improved to a slightly greater extent than 
the control group (8.11%), as shown in Table 7.8.
In addition, although it is not statistically significant, there was a slight indication that the use of 
Alice enhances the understanding of the students with high programming ability to a greater 
extent than the students with low programming ability, as shown in Figure 7.6.
During the workshop sessions, some students initially faced some difficulties with the Alice 
interface. It might be quite natural for students to face some stumbling blocks when they were 
introduced to a new 3D tool. Some students with lower ability level did not perform very well 
while trying to use the “variable” feature (see Appendix 0.1). From the opinion of this 
researcher as an expert on Alice’s features, creating and using local variables of a function or a 
method does not look difficult, but creating an object variable (for instance, variables of a class 
in an OOP environment) and relating this variable to the object actions seems difficult to 
implement for some students. In addition, using and accessing the elements of an array required 
using specific methods from Alice’s features, which seemed to be difficult for some of the lower 
ability students (see Appendix 0.1).
Based on the analysis of individual students’ performance and opinion while engaging with 
Alice, none of the students had a highly negative opinion across all of Alice’s features and 
interface. Only one student (E23) indicated that the final exam was too difficult (see Appendix 
0.3). In addition, we carried out a simple comparison between the students’ satisfaction survey 
responses and their real performance. What was really ambiguous was student’s (E23) opinion 
toward Alice being in general either neutral or difficult (see Appendix 0.2, 0.3 and 0.4), but 
when we looked at her performance it was good (the mean 2.2 out of 4, as reported in Appendix
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0.1). Maybe her opinion was based on the frustration she faced while performing the final 
assignment, but overall she succeeded.
Only three students (El4, El 8 and E28) had on average poor performance (with a mean of more 
than 2.5, as reported in Appendix 0.1) while using Alice. However, the student (El4) with high 
level ability who struggled with Alice had a positive opinion on all of Alice’s features. It might 
be that she did not understand the requirements of the task, or had a major lack engaging with a 
3D visualization environment. Based on our experience, students with a high ability level in 
general always have positive attitudes and motivation to learn with new teaching methods, 
especially when it comes with a new technology. On the other hand, the two students (El 8 and 
E28) with low ability who struggled with Alice did not know if Alice’s features were easy or 
difficult. However, these mismatching responses of E l4 and E23 did not significantly alter our 
findings due to the low percentage of appearance across each interface.
In general and at the end of all sessions, students very clearly engaged with the Alice features 
and interface successfully and performed quite well on their final assignment (with an average 
mean of 1.6 out of 4, with 1 being the highest possible score).
In addition to their successful performance on the final assessment, the students’ satisfaction 
toward the Alice features and interface were mostly positive. From Figure 7.9, more than 80% of 
the students saw that the Alice features and interface were easy to use, and their attitudes toward 
Alice were positive. Moreover, it seemed that the small percentage of neutral opinions came 
from the lower ability students. In general, we found the results provided strong evidence that 
students liked to engage with Alice and it promoted students’ positive attitude.
One surprising finding was that although students indicated a satisfaction with the Alice 
workshop, commenting that Alice helped them understand the OOP concepts (with an average 
mean value 2.1 out of 5, as shown in Table 7.17), and provided them with a comfortable 
programming environment, this did not translate into a significant change in students’ 
perceptions of the OOP course. According to the comparison analysis of the students’ attitudinal 
change between the experimental and control groups in Section 12.2.5, Alice did not affect the 
students’ attitude or enhanced their confidence in learning the OOP concepts. The absence of 
significant attitudinal change difference between the groups toward the OOP environment might
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have been partly be due to the nature of the GS students, as they initially reported a high level of 
motivation toward the course. Most of the GS students already had good previous programming 
skills and they volunteered to attend the workshop with an enthusiasm to learn OOP. Thus, 
looking at the attitudinal change of students with less enthusiasm only could reveal different 
findings. In fact, the results showed a significant impact of Alice on the experimental group’s 
confidence toward learning OOP concepts compared to the control group, as shown Table 7.14 
and 7.15. This significant finding could justify future research evaluating the impact of Alice on 
students with low motivation.
The absence of a significant difference in performance and attitudinal change toward OOP in our 
finding contradicted some previous research findings. The contradiction might be due to the 
different experimental settings. Bishop-Clark, et al. (2007), for example, used an on-line multiple 
choice quiz as an assessment instrument to measure understanding as did many other studies. In 
contrast, as discussed we used a deeper assessment instrument to measure the OOP 
understanding at different cognitive levels and with different concepts associations. Moreover, 
the number of sessions in their study was smaller than ours. All of these different settings might 
be factors in the appearance of different findings.
We believe that Alice with its behavior was developed for the purpose of helping the student 
learn OOP concepts. However, the failure to find a significant difference between the two groups 
in the experiment might be due to the lack of correlation between the problem-solving examples 
taught in the traditional classes and the examples given in the Alice workshop. This argument is 
supported by what Schultz (2011) had claimed. Schultz (2011) postulated, according to the 
students’ opinions, that this disconnection could weaken the effectiveness of Alice. In addition, 
demonstrating initially most of the basic concepts of OOP in the traditional classes, then 
integrating the students with Alice assuming that they will cognitively relate what they were 
learning in the workshop with what they learned in the traditional classes could distort the impact 
of Alice. The timing of the Alice presentation might be the reason for the absence of a significant 
difference. Therefore, in the future, combining the problem-solving exercises that were being 
presented in the classes with the fun and engaging environment of Alice to teach basic OOP 
concepts may increase the students’ cognitive learning skills.
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To summarize of all the previous analysis, in our specific experimental context we were unable 
to detect a significant difference in performance or in motivational attitude through use of the 
visualization tool and there was no factor that affected the attitude of the experimental students, 
because the students were initially motivated toward learning OOP.
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Chapter 9 
Conclusions and Future work
Most universities teach object-orientation in their first programming course, but with the 
experience of teaching OOP may come disappointing results. Learning OOP is generally 
considered difficult, and introductory programming courses often have high dropout rates. Even 
at KAU the occurrence of students facing difficulties comprehending the OOP conceptual 
behavior remains an ongoing problem.
In an attempt to better understand and overcome this problem, many assessment instruments 
have been developed for the purpose of diagnosing the students’ difficulties while learning OOP. 
However, there is an absence of a standard instrument that can meet the objectives of all 
educators in the CS field. The Max-Min composition could be an effective analysis method with 
particular types of assessment, such as MCQ exams. When addressing the weight between a 
concept and an MCQ, the association is independently related to this particular concept. As a 
result, assessing the students' difficulties on each concept individually gives a precise learning 
outcome score on this concept. However, a particular question in an OOP exam may have a more 
complex structure that might assess more than one concept with different ratios, due to the strong 
correlation between the concepts. Therefore, we found that the Max-Min analytical technique has 
limited utility for supporting analysis for comprehensive questions. As a conclusion, while the 
Max-Min composition may be suitable for MCQs, it is not adequate for questions with a more 
complex structure as in the OOP assessment.
Up until now, no empirical studies have been specifically conducted to diagnose students’ 
conceptual OOP understanding based on comprehensive questions. Therefore, a method for 
analyzing the students’ responses to such comprehensive questions was needed. The 
incorporation of the concept-effect propagation approach and the Hl-Class approach in our 
analysis stage promotes diagnostic inferences about students’ persistent achievements. These 
inferences are also valuable tools that could guide the instructional design of a course. In this 
thesis we have developed the ADA approach to provide a comprehensive assessment method 
which is progressively aligned with the students’ achievements in such comprehensive questions
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within the context of OOP courses. Moreover, it enables us to evaluate an intervention in a 
detailed way using various statistical methods on the available data set, to gain an understanding 
of whether or not an intervention has improved students’ performance. We have demonstrated its 
use in the context of an FCIT course at KAU in order to provide a detailed diagnosis of the 
difficulties the students were having in learning OOP and illustrate how it can be used to 
evaluate the effectiveness of a teaching aid.
This research has shown that students have strong previous educational skills, high previous 
programming skill, have positive attitude toward OOP, are keen to master the OOP subject, are 
motivated to learn and improve their skills, engage in problem-solving practice and a 
considerable amount of programming exercises. In addition and based on the students’ opinions, 
the low level concepts of the OOP environment seem to be easy to leam, but when it comes to 
higher level concepts such as Encapsulation, or relationships between classes (Inheritance, 
Aggregation, Dependency and Polymorphism), the easiness of these concepts and their 
relationships remain vague.
Despite all of the above, students still failed to meet the course objectives, putting them at 
serious risk of not mastering the target skills. Students lacked the ability to apply what they leam 
conceptually to questions in a comprehensive exam. This casts doubt on the students’ ability to 
achieve the OOP learning outcomes and overall course objectives. OOP behavior is not a simple 
set of skills. Perhaps it should not be so surprising then that the students’ results seem to 
completely contradict their attitudes. They typically seem limited to surface knowledge of OOP; 
they do not know how to synthesize what they have learned to design a program to complete a 
certain task.
One method of trying to overcome the difficulties the students face has been to introduce 
visualization tools to support the learning of OOP concepts. An abundance of research has 
focused on improving programming skills and has been based on the premise that visualization 
can significantly impact CS education. Thus, for this study, it was important to investigate the 
impact of an intervention as a possible factor in improving students’ performance. As Schultz 
(2011) recommends, more research that goes beyond analyzing the students’ attitude and 
motivation while integrating such a visualization tool is needed. Analyzing and assessing the
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performance of students in programming are important and produce rich data which is valuable 
to the field of education (Schultz, 2011). This recommendation may enrich our experiment in 
that it is still an active topic and emphasizes the importance of this kind of experiment on 
students’ performance, which strengthens our position with the current literature.
Alice the visualization tool has been implemented in some university settings and has been 
reported to have many benefits, including presenting OOP concepts in an engaging and fun 
learning environment. However, most of the research that concludes that the Alice tool improves 
the OOP learning outcomes lacks a comprehensive assessment instrument to diagnose 
progressively the impact of Alice. Therefore and in order to better understand the students’ 
deficiencies in grasping the concepts of OOP, our research objective was to develop a deeper 
statistical method for assessing the students’ performance while engaging with an intervention 
such as Alice.
Although the use of Alice might minimize the students’ difficulties, and these students are likely 
to be much more engaged by smart phones and computer games than the traditional introduction 
to computer science, from the findings of the experiment, Alice did not appear to impact on their 
performance. Alice revealed no statistically significant difference in either performance or 
attitudinal change between the experimental sample groups across all tested OOP concepts. 
However, there was an appearance of a significant confidence effect of Alice on students with 
less enthusiasm.
The ADA approach enables us to give a different formal detailed analysis and statistically valid 
(or supportive) objective conclusion about the impact of an intervention such as Alice. However, 
further research is needed to validate the content presented, both technically and pedagogically. 
In addition, this conclusion might be generalized by repeating the experiment with a bigger 
sample size. This could be a justification for future work, and would encourage many researchers 
to perform similar investigations on students with lower motivation, which might show an 
improvement in their performance. We must also be open to the possibility that the failure of the 
ADA method to identify a statistically significant impact from our candidate is due to a failing in 
the power of the ADA method. Unfortunately, it is not possible to empirically evaluate the power 
of the ADA method to identify the impact of an intervention. The only approach we can
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benchmark against is the Max-Min approach and we have shown that this has some inherent 
weaknesses when used in the kind of examination setting that the ADA approach is designed to 
work in. What we are able to do, though, is to refer to the formal underpinning of the established 
statistical methods that we use as justification that null result is not due to a failing in method 
(although it may be impacted by sample size and/or the socio-economic context from which the 
sample was taken).
The result of the comparison does not necessarily discount the use of Alice as a tool. However, it 
could reveal that the potential of the tool has not yet been maximized, or that the tool is only 
effective for specific classes of audience. The available data from a one-semester sample group 
may limit the generalizability of the research findings to the entire population of novice students 
in the FCIT college. Due to the small sample size, the experiment was not strong enough to 
provide a definitive judgment about Alice, but it might be strong enough to make a case to 
continue to explore in a large sample size if the tool could be helpful for students. On the other 
hand, the experiment was applied on a particular context with a particular cohort of students, and 
although Alice did not show any impact in improving the understanding of the students, it could 
be possible for future work to use Alice on a different cohort of students with different 
educational background, and demonstrate that they may find it beneficial.
Despite all of that, the objective of the thesis was not taking forward the state of art of the 
visualization environment. The purpose of the discussion of the visualization tool was to use a 
specific tool as a vehicle for demonstrating a method for using the proposed ADA method. ADA 
can be a productive approach when a concept is associated with different questions and with 
different weights. However, if a concept is only related to one question in an exam, the 
effectiveness of the assessment with the ADA approach will be diluted. If a concept is related to 
one question, despite its weight of association, the student’s grade achievement of this concept 
will be exactly her grade of achievement of the question giving an unreliable result. For example, 
because the “Class” and “Overload” concepts are associated only with question one as in Table
6.3, the students’ achievement on these concepts (Appendix L.2) were similar and equivalent to 
their grade in question one (Appendix L.l). If the “Class” and “Overload” concepts related to 
other questions, indeed students’ achievement degree would be more accurate. Thus and as a 
conditional statement while conducting the ADA approach, at least two questions assessing a
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concept with different weights are needed to avoid any dominance of a particular question on the 
result.
Therefore, the door is open for more cautious work to be taken into account while designing an 
assessment exam containing comprehensive questions for both deeper qualitative and 
quantitative studies to compare the impact of Alice and other available visualization tools, and to 
determine what tool really does improve students’ comprehension of OOP concepts.
Moreover, with the appearance of Alice 3 in 2012, which is primarily targeting high school and 
early college level students (Alice3, 2013; Dann, et al., 2012), it would be interesting to conduct 
the same comprehensive experiment using Alice 3 to evaluate its effectiveness on students’ 
performance compared to the Alice 2 version. Alice 3 takes a storytelling approach through the 
characters from a popular video game to further enhance students’ motivation while using the 
Alice system (Kelleher & Pausch, 2007). This may have a positive impact on the outcome of 
using Alice 3. Consequently, future research could usefully be directed at analyzing the impact 
of Alice 3 on the students’ OOP performance in the hope that it will have a detectable impact on 
improving the OOP learning and teaching environment.
Since this research was conducted only on female students due to the gender-segregated nature 
of KAU, it could be interesting and beneficial if other researchers evaluate the impact of Alice 
on male students, to determine if Alice improves the comprehension of OOP concepts for 
students of both genders.
From a psychological perspective, it is possible to conduct this experiment to assess the 
cognitive level of learning outcomes. As mentioned in the description of the assessment 
instrument, the questions assessed different cognitive levels, thus it would be quite productive to 
check the impact of Alice on the students’ learning outcomes of assessment questions at different 
cognitive levels.
Ultimately, we believe that the proposed comprehensive method could be replicated in other 
universities to gain a deeper understanding of the issues with OOP and help in the identification 
of effective techniques for its teaching. In addition, this research could motivate general 
applicability for other disciplines in quite different teaching domains, and follow through our 
proposed comprehensive method to have valuable comparative results within different teaching 
contexts.
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Appendix A.
Exam CPCS203 course, spring 2011 
Question 1 : OUTPUT 
What does the class Tester below print out if it is compiled and run?
public class Tester
{ public static void main(String [] args)
{
int i;
int [] Myarray = new int [5];
Myarray [0] =7;
Myarray [1] =11;
Myarray [2] = 6;
Myarray [3] = 3;
Myarray [4] =12;
/ / ------------------------------------------------------------------------------------
Swap swapl = new Swap ( );
System.out.println(swapl); 
for( 1=0 ; i<5 ; ++i )
System.out.print( Myarray[i] + " " );
/ / ------------------------------------------------------------------------------------
swapl = new Swap ( Myarray[1],Myarray[3] );
System.out.println( swapl ); 
for( 1=0 ; i<5 ; ++i )
System.out.print( Myarray[i] + " " );
/ / --------------------------------------------------------------------------------------
swapl = new Swap ( Myarray , 2 , 4 ) ;
System.out.println( swapl ); 
for( 1=0 ; i<5 ; ++i )
System.out.print( Myarray[i] + " " );
}
public class Swap 
{
int temp;
/ /   ---------------------------------------------
public Swap ( int numl, int num2 )
{ temp = numl; numl = num2; num2 = temp; }
public Swap( int array [] , int addl , int add2 )
{ temp = array [ addl ]; array [ addl ] = array [ add2 ];
array [ add2 ] = temp; }
/ / -------------------------------------------------------------------------------------
public Swap()
{ this ( 1, 2 ); temp =0; }
/ / ------------------------------------------------------------------------------------------------------
public String toString()
{ return (" \n the temp : " + temp + "\n" ); }
}
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Q u e s tio n  2: DESIGNING C LASSES
This application program  is design to save passengers' in form ation fo r booking plane 
tickets according to specific  requirements. Based on B o o k in g  class which conta ins the 
main method, design the required classes w ith the ir needed variables, constructors and 
m ethods (Only the header o f the constructors and m ethods) tha t w ill m atch the given 
code to generate an effic ient and reusable program.
H in ts : The com m ents given next to each statem ent code illustrate the statem ent 
procedure.
import java.util.Scanner; 
public class Booking 
{
public static void main (String[] args)
{
// Array of 5 passengers' Travelling tickets
Ticket [] Passenger = new Ticket [5];
// create a temp object for setting entered data
Ticket temp_ticket=new Ticket();
int ticket_number; // The number of the ticket for each passenger 
int count; // Counter to count passengers
Scanner input = new Scanner ( System.in );
/ / ------------------------------------------------------------------------------------------------
// Iteration for asking the user to fill all passengers' information
for ( count=0 ; count<Passenger.length ; ++count )
{
// Data validation: each ticket number must be a unique for each 
// passenger
do
{
/ / The ( create_tieket_number) method creates a random number
ticket_number = temp_ticket.create_ticket_number();
if ( count == 0 ) break; //first passenger no need to be checked
// passing the ticket number, the array and number of passengers to 
// check if the ticket number exists previously
}while ( check_number ( ticket_number , Passenger, count )); 
temp_ticket.setTicketNum( ticket_number ) ; // setting data
/ / ---------------------------------------------------------------------------------------------------
// Data Entry: Asking the user to fill all passenger's information 
// The passenger personal information
System.out.print( "\n Enter you name : " );
String name = input.nextLine();
System.out.print( "\nEnter you ID : " ); 
int ID = input.nextint0 ;
//An object with all the passenger personal information
Person temp_person= new Person(name,ID);
temp_ticket.setPersonlnfo(temp_person); // setting person data
/ / -----------------------------------------------------------------------------------------------------
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// The trip information
System.out.print( "\n Departure from city : " );
String D_city = input.nextLine(); // Enter the city that travel from
System.out.print( "\n Arrival to city ; " );
String A_city = input.nextLine(); // Enter the city that travel to
temp_ticket.setDepartureCity (D_city); // setting data
temp_ticket.setArriveCity (A_city );
/ /   ------------------------------------------------------------------------------------------
System.out.print("\nDeparture Date(mm/dd/yyyy):"); // Enter the Day
// of travelling
int D_month = input.nextint(); 
int D_day = input.nextint(); 
int D_year = input.nextint();
// An object with all the information of the date
Day Departure_date = new Day ( D_month , D_day , D_year ); 
temp_ticket.setDepartureDate(Departure_date); // setting data
/ / ------------------------------------------------------------------------------------------------------
System.out.print("\nReturn Date(mm/dd/yyyy); // Enter the Day of
// coming back
int R_month = input.nextint(); 
int R_day = input.nextint(); 
int R_year = input.nextint();
Day Return_date = new Day ( R_month , R_day , R_year );
// Date validation
// Method After: check if Departure date after Return date,
//if ture re-enter Return date information
while( Departure_date.After ( Return_date ))
{
System.out.print( " \n ERROR \n Return Date (mm/dd/yyyy) : " ); 
R_month = input.nextint();
R_day = input.nextint();
R_year = input.nextint();
Return_date = new Day ( R_month , R_day , R_year );
} // end of while
temp_ticket.setReturnDate(Return_date); // setting date data
/ / -----------------------------------------------------------------------------------------------------
// create the passenger objects
Passenger [count] = new Ticket (temp_ticket);
}// end of for
/ / --------------------------------------------------------------------------------------------------------
//searching for the passenger who is travelling on a specific date 
//(7/7/2011)if found, displaying the passenger personal information only
Day specfic_Departure_date = new Day ( 7,7,2011 );
for( int j = 0 ; j<count ; ++j )
if( Passenger[j].isEqualtoDate(specfic_Departure_date))
Passenger[j].Display_Person_info();
}// end of main 
}// end of Booking class
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Q u e s tio n  3: IM PLEM EN TIN G  A  C O M PLETE AP PLIC A TIO N
A) Design a class that represents fractions of the form ( a/b ) numerator/ denominator where a 
and b are integers, (3/4, 1/3, 1/2. etc.). Implement all the needed methods to perform the 
addition and multiplication operations as follows.
❖ a/b + c/d = (ad + bc)/bd
❖ a/b X c/d = ac/bd
B) Design an application class that store the data in Listi and List2 according to the below 
table. Perform the additional and multiplication operations on the given lists, then display 
the four Lists.
L is t i L is t 2 L is t i + List2 List1*L ist2
3/4 2/5 23/20 6/20
1/3 1/4 7/12 1/12
1/2 3/5 11/10 3/10
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Appendix C.
Consent form from the participant students
King Abdulaziz University
Computing and  inform ation Technology College
Consent Form
CPCS203
O bject O riented Program m ing Course 
Spring 2012 (Second Sem ester)
A research study will be applied this sem ester (Second sem ester 2012), which is 
purely for the benefit of assessing the learning outcom es from the Object 
Oriented Programming course that might help the department in improving the 
teaching methods. This study requires the data collection of students who are 
studying CPCS203. Therefore, a written consent from each student to be part of 
the study is required.
^  AjlaJ ( (^2012 (Jju^ asSi AIluIaJ
^  j^Luâ JiC-Luti (LgJbLâ. (3^   ^  ^ 2 ôûLû
.CPCS203 CjWUa]| CjUI^  (jjui^ sj
I read the above information and I agree to be part of the research study.
jli b'ùA (j-ojJa (jU Vj Lc
Student's Name
b^ui)
Student's ID #
AjJÜaîl
Signature
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1
2
3
4
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6
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Appendix D.
The Educational Bacl^round Data Collection (EBDC) questionnaire
King Abdulaziz University CPCS203
Computing and information Technology College . O bject O riented Program m ing Course
Com puter Science D epartm ent Spring 2012  (Second Sem ester)
Kindly fill all the provided statements with credible information.
First Section: Educational information
1. Which School did you graduate from?
□ Public . The school's name:___________________________ City:___
□ Private. The school's name:___________________________ City:___
2. What is your GPA (as percentage) upon high school graduation?_____________________%
Second Section: Pre existing English and Programming skills
3. Did you attend an International English School? If yes, fill in the provided information.
□ Yes. School's name:_________________________________ City:___________________
□ No.
4. Have you ever taken any extra English courses (not included in the curriculum) inside or outside King
Abdulaziz University? If yes, fill in the provided information.
□ Yes. Center's name:___________________________________ City:__________________
□ No.
5. Have you ever taken any extra Programming courses (not included in the curriculum) inside or outside 
king Abdulaziz University? If yes, fill in the provided information.
□ Yes. Course's name:__________________________________________________
Course's name:__________________________________________________
□ No.
6. Please List the Programming Languages you have learned or are currently learning (including languages 
both within and outside the King Abdulaziz University)
The Programming language:_________________________________________
The Programming language:_________________________________________
7. Have you ever learned any Animations or Visualization program (such as: Flash , 3ds Max, Maya 3D, 
Motion Builder 3D or Toon Boom Studio 2D, etc) If yes, fill in the provided information.
□ Yes. Program's names: ____________________________________________________
□ No.
8 . Have you ever used the visualization tool called Alice to create a program? If yes, fill in the provided 
information.
□ Yes. Why did you use A lice:__________________________________________________
□ No.
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Appendix E.
The CPCS203 syllabus
Kingdome of Saudi Arabia 
Ministry of Higher Education 
King Abdulaziz University 
Faculty of Computing and Information 
Technology
jçUJl Sjljj 
AjuoU-
Course Title Units Distribution0
1
o
U
Î
a 11
bX)
.s
.s
2
H 11
Programming 2 CPCS 203 3 1 J 1 4
Prerequisites CPCS 202 1
This course provides an introduction to the concepts and methodology of Object-Oriented 
Programming with Java as an illustration language. The course focuses on the object-oriented 
paradigm in detail with particular emphasis on classes, objects, and the use of objects in user 
applications. Students learn how to design classes and display the interaction of objects in visual 
form using the Unified Modeling Language.
Course Contents:
1. Arrays
2. Strings and string processing
3. Object-oriented design
4. Encapsulation and information-hiding
5. Separation of behavior and implementation
6. Classes and subclasses
7. Inheritance (overriding, dynamic dispatch)
8. Polymorphism (subtype polymorphism vs. inheritance)
9. Event-handling methods
10. Event propagation
11. Exception handling
Expected Course Learning Outcomes:
Upon successful completion of the course, the student should have:
1. Justify the philosophy of object-oriented design and the concepts of encapsulation, abstraction, 
inheritance, and polymorphism.
2. Design, implement, test, and debug simple programs in an object-oriented programming 
language.
3. Describe how the class mechanism supports encapsulation and information hiding.
4. Design, implement, and test the implementation of “is-a” relationships among objects using a 
class hierarchy and inheritance.
5. Compare and contrast the notions of overloading and overriding methods in an object-oriented 
language.
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6. Implement the user-defined data structures in a high-level language.
7. Compare alternative implementations of data structures with respect to performance.
8. Write programs that use arrays and strings.
9. Choose the appropriate data structure for modeling a given problem.
10. Explain the difference between event-driven programming and command-line programming.
11. Design, code, test, and debug simple event-driven programs that respond to user events.
12. Develop code that responds to exception conditions raised during execution._____________
Assessment:
The course has the following assessment components:
• Written Examination (65%)
o Exam 1 (10%) 
o Exam 2 (10%) 
o Exam 3 U 5%) 
o Final Exam (30%)
• Coursework (15%)
• Lab (20%)
Academic Integrity
Students are encouraged to discuss the materials, homework, and projects together. However, all 
written assignments and programs must be done individually or in assigned groups. Academic 
dis-honesty includes, but is not limited to: plagiarism, cheating on exams, unauthorized 
collaboration and falsifying academic records. Violation of these may result in a grade penalty 
on an assignment, an "F" in the course, dismissal from an academic unit, revocation of 
admission, suspension from the university, etc.
Main Reference:
“Java: An Introduction to Problem Solving and Programming”, 6/E, Walter Savitch, ISBN- 
10: 0132162709, lSBN-13: 9780132162708
Supporting Reference:
Harvey M. Deitel, Paul J. Deitel, “Java How to Program: Early Objects Version”, 9th Edition, 2011, 
Prentice Hall, lSBN-10; 0132575663, lSBN-13; 9780132575669
Y. Daniel Liang, “Comprehensive Introduction to Java Programming”, 8th Edition, 2011, Prentice Hall, 
lSBN-10: 0132130807, lSBN-13: 9780132130806
Deliverables:
deliverable (Sunday 26^  of February at 1:00pm): 
2"^  deliverable (Sunday 1 of March at 1:00pm): 
3"^  ^deliverable (Sunday 1st of April at 1:00pm):
4^  ^deliverable (Sunday 15^  ^of April at 1:00pm):
5^  ^deliverable (Sunday 29"  ^of April at 1:00pm): 
6^  ^deliverable (Sunday 13^  ^of May at 1:00pm):
HWl
HW2
HW3
HW4
HW5
HW6
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Course Syllabus & Schedule
Week
# Date Topic
What is 
Due?
2
04/02/2012
08/02/2012
Arrays
Chapter 7% Chapter 7^  and Chapters ( 6  & i f
(Arrays, Declaring and Creating Arrays Examples Using Arrays, 
Enhanced for Statement)
Lab Sheet 1
3
11/02/2012
15/02/2012
Continued- Arrays & ArrayLists
Chapter 7% Chapter 7^  and Chapters ( 6  & i f
(Multidimensional Arrays, Variable-Length, Argument Lists, 
Using Command-Line Arguments, Class Arrays, Introduction to 
Collections and Class ArrayList).
4
18/02/2012
22/02/2012
Continued- Arrays
Chapter 7% Chapter 7^  and Chapters ( 6  & i f
(Passing Arrays to Methods, Sorting Arrays, Searching Arrays).
5
25/02/2012
29/02/2012
Introduction to Object Oriented Programming
Chapter 5% Chapter 3 ,^ Chapter 8 ^
(Declaring a Class with a Method and Instantiating an Object o f a 
Class, Declaring a Method with a Parameter, Instance Variables, 
set Methods and get Methods, Primitive Types vs. Reference 
Types, and Initializing Objects with Constructors and Introduction 
to UML).
Lab Sheet 2 
HWl
6
03/03/2012
07/03/2012
Classes and Objects: A Deeper Look
Chapter 6 % Chapter 8  ^and Chapter 10^
(Controlling Access to Members, Referring to the Current Object’s 
Members with the “this” Reference, Overloaded Constructors, 
Default and No-Argument Constructors, Notes on Set and Get 
Methods, Garbage Collection and Method finalize).
 ^“Java: An Introduction to Problem Solving and Programming”, 6 /E, Walter Savitch, ISBN-10: 0132162709, ISBN- 
13: 9780132162708
 ^Harvey M. Deitel, Paul J. Deitel, “Java How to Program: Early Objects Version”, 9* Edition, 2011, Prentice Hall, 
ISBN-10: 0132575663, ISBN-13: 9780132575669
 ^Y. Daniel Liang, “Comprehensive Introduction to Java Programming”, 8 * Edition, 2011, Prentice Hall, ISBN- 
10: 0132130807, ISBN-13: 9780132130806
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Week
# Date Topic
What is 
Due?
7
10/03/2012
14/03/2012
Classes and Objects: A Deeper Look
Chapter Chapter 8  ^and Chapter 10^
(Static Class Members, static Import, final Instance Variables, 
Package Access, API Packages, Generalized Scaling and Shifting 
o f Random Numbers, Random-Number Repeatability for Testing 
and Debugging, Scope of Declarations, Method Overloading).
Lab Sheet 3 
HW2 
Exam 1
8
17/03/2012
21/03/2012
Inheritance
Chapter 8 \  Chapter 9  ^and Chapter 1E
(Concept o f Java Interfaces, Interface Reference Types, Casting 
Between Different Types of Object References, Extending 
Interfaces, Extending Classes, Virtual Methods, Constructors, 
Protection & Encapsulation, Abstract & Final Classes).
9
24/03/2012
28/03/2012
H alf Term Break
10
31/03/2012
04/04/2012
Polymorphism
Chapter 8 ^ Chapter 10 and Chapter l E
(Polymorphism Examples, Demonstrating Polymorphic Behavior, 
Abstract Classes and Methods, Summary o f the Allowed 
Assignments Between Superclass and Subclass Variables, final 
Methods and Classes, Common Interfaces o f the Java API).
Lab Sheet 4 
HW3
11
07/04/2012
11/04/2012
Interfaces and Abstract Classes
Chapter 8 ^ Chapter 10  ^and Chapter l E
(Class Interfaces, Java Interfaces, Implementing an Interface, An 
Interface as a Type, Extending an Interface).
Exam 2
12
14/04/2012
18/04/2012
Files, Streams and Object Serialization
Chapter l o \  Chapter 17 and Chapter 9^
(Introduction to Files and Streams, Class File Sequential-Access 
Text Files, Creating a Sequential-Access Text File, Reading Data 
from a Sequential-Access Text File, Updating Sequential-Access 
Files).
Lab Sheet 5 
HW4
13
21/04/2012
25/04/2012
Exceptions
Chapter 9% Chapter 1E  and Chapter 13^
(Try/catch Blocks, Program Flow During Exceptions, Exception 
Classes, The Throws Clause, The Finally block).
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Week
# Date Topic
What is 
Due?
14
28/04/2012
02/05/2012
Event Driven Programming
Chapter 9^ Chapter l E  and Chapter 16^
(Simple GUI-Based Input/Output with JOptionPane, Overview o f  
Swing Components, Displaying Text and Images in a Window, 
Text Fields and an Introduction to Event Handling with Nested 
Classes, Common GUI Event Types and Listener Interfaces).
Lab Sheet 6 
HW5
15
05/05/2012
09/05/2012
Revision Exam 3
16
12/05/2012
16/05/2012
Revision HW6
Lab Policies
Lab Assessment (20%):
• Quizzes (5%)
• Lab Work (5%)
• Lab Final (10%)
A lab sheet will be posted every two weeks. Each lab sheet is divided into three sections:
• Pre-lab Section: Should be solved by the student before she meets for her lab session that week. 
Before each lab session, a 10 minute quiz will be given covering pre-lab material pertaining to 
that week's lab sheet. This should insure that the student attempted to solve the problems at home 
to make use of the training the pre-lab section is designed to provide and familiarize herself with 
the implementation of the new given topics in the lectures.
• Lab Section: Each lab sheet will contain four problems (two problems per week). Students are to 
solve the assigned problems for that week's lab session in the lab under the supervision of the lab 
instructor. Students are encouraged to work with other lab mates to enhance the learning 
experience (limit; 3 students per group provided that every week a new group of different 
students should be formed). There should be no lectures given during the lab sessions, the whole 
duration of the lab should be utilized by the student to implement the given problems under the 
professional supervision provided by the lab instructors which is the main objective of the lab in 
the first place. Students are expected to submit solutions to the lab section problems to the lab 
instructor in lab or as announced by the lab instructor. Submitted work comprises (10%) of the 
total grade.
• Post-lab Section: They are problems to be solved by the student at home. Students are
encouraged to seek the lab instructors' help and assistance. The post-lab problems are to be 
submitted on the designated due dates provided here within this document. It is recommended 
that the student submits the post-lab problems online or as specified by the designated lab 
instructor. During the complete homework submission week, each student should register her 
name/time with her designated lab instructor for her oral exam for the most recently submitted 
homework. This is to ensure that the submitted homework is a personal attempt by the student 
rather than a plagiarized copy.
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Appendix F.
The Attitudinal Questionnaire (AQ)
King Abdulaziz University
Computing and information Technology College
Com puter Science D epartm ent
Section 1:
.
CPCS203
O bject O riented Program m ing Course 
Spring 2012  (Second Sem ester)
In the following section, you will be asked to express your opinion on each of the following 
statements. Tick under the level of your dis/agreement on each statement. Please choose one 
response that truly reflects your opinion. As far as possible avoid the "Neutral" category unless 
you are surely undecided.
Explanation of each level:
• Strongly agree: means that you strongly have the same opinion.
• Agree: means that you somewhat have the same opinion.
• Neutral: means that the statement is applicable to you, but you are undecided whether 
you agree or disagree with the statement.
• Disagree: means that you somewhat have the opposite opinion.
• Strongly disagree: means that you strongly have the opposite opinion.
Strongly
Agree
Agree Neutral Disagree Strongly
disagree
1. Learning Object Oriented Programming is fun
2. Learning Object Oriented Programming is 
interesting.
3. Object Oriented Programming is easy to learn.
4. Learning Object Oriented Programming is 
important because it stimulates my thinking to 
improve my problem solving skills.
5. When an Object Oriented Programming 
assignment is difficult, I put all my effort 
trying to solve it.
6 . When I attain a good score in an exam, I feel 
very happy and proud o f myself.
7. When the output o f my program is accurate, I 
feel very happy and proud o f myself that I 
accomplished the task.
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Section 2:
In the following section, you will be asked to express your opinion toward animation or 
visualization environment (such as: Flash , 3ds Max, Maya 3D, Alice, Motion Builder 3D or 
Toon Boom Studio 2D, etc) on each of the following statements. The column ’’Not applicable" 
means that you do not have an opinion because the statement does not apply to you.
Strongly
agree
Agree Neutral Disagree Strongly
disagree
Not
applicable
1. Learning animation or visualization is fun 
and exciting.
2. Implementing a program by visualization 
tool will help me in understanding the 
Object Oriented Programming concepts of 
the course.
Section 3:
The following section is to know how easy or difficult it is to use various Object Oriented 
programming concepts throughout this course. Please be honest with your choice and give one 
answer to each statement.
While writing a program, I feel that I 
can use:
Very
Easily
Easily Neutral With
difficulties
With
great
difficulties
1. Variables.
2. Methods.
3. Classes.
4. Constructors o f a class.
5. Encapsulation concepts.
6. Overloading methods and constructors.
7. Objects.
8. Aggregation relationships (Composition) 
between classes.
9. Dependency (invoking / calling methods) 
relationships between classes.
10. Inheritance relationships between classes.
11. Overriding methods
12. Polymorphism concept
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Appendix G.
The pre/post test 
Question 1: Designing Classes
This application program is designed to save passengers' information for 
booking plan tickets according to specific requirements. Based on Booking class 
which contains the main method, design the required classes with their needed 
variables, constructors and methods (onlv the header of the constructors and the 
methods) that will match the given code to generate an efficient and reusable 
program.
Hints: The comments given next or above to each statement code illustrate the 
statement procedure.
y y * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * *
import java.util.Scanner; 
public class Booking 
{
public static void main (String[] args)
{ y y Array of 5 passengers' Travelling tickets 
Ticket [] Passenger = new Ticket [5]; 
y y create a temp object for setting entered data
Ticket temp_ticket=new Ticket();
int ticket_number; j / The number of the ticket for each passenger 
int count; ! / Counter to count passengers
Scanner input = new Scanner ( System.in );
y y - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -
y y Iteration for asking the user to fill all passengers' information
for ( count=0 ; count<Passenger.length ; ++count )
{ yy Data validation: each ticket number must be a unique for 
yy each passenger
do
{ yy The (create_ticket_number) method creates a random number
ticket_number = temp_ticket.create_ticket_number(); 
if (count == 0) break; yyfirst passenger no need to be checked 
yy passing the ticket number, the array and number of passengers 
y y to check if the ticket number exists previously
}while ( check_number ( ticket_number , Passenger, count )); 
temp_ticket. setTicketNum ( ticket_number ) ; 1 / setting data
y y - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -
y y Data Entry: Asking the user to fill all passenger's information
yy The passenger personal information
System.out.print( "\n Enter you name : " );
String name = input.nextLine();
System.out.print( "\nEnter you ID : " ); 
int ID = input.nextint0 ;
yy An object with all the passenger personal information
Person temp_person= new Person(name,ID);
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temp_ticket. setPersonlnfo (temp_person) ; // setting person data
/ / -----------------------------------------------------------------------------------------------------
// The trip information
System.out.print( "\n Departure from city : " );
String D_city=input. nextLine () ; // Enter the city that travel from 
System.out.print( "\n Arrival to city : " );
String A_city=input. nextLine () ; // Enter the city that travel to
temp_ticket.setDepartureCity (D_city); // setting data
temp_ticket.setArriveCity (A_city );
/ / -----------------------------------------------------------------------------------------------------
System.out.print("\nDeparture Date(mm/dd/yyyy)
// Enter the Day of travelling 
int D_month = input.nextint(); 
int D_day = input.nextint(); 
int D_year = input.nextint();
// An object with all the information of the date
Day Departure_date = new Day ( D_month , D_day , D_year ); 
temp_ticket.setDepartureDate(Departure_date); // setting data
/ / -----------------------------------------------------------------------------------------------------
System.out.print("\nReturn Date(mm/dd/yyyy):");
// Enter the Day of coming back 
int R_month = input.nextint(); 
int R_day = input.nextint(); 
int R_year = input.nextint();
Day Return_date = new Day ( R_month , R_day , R_year );
// Date validation
// Method After: check if Departure date after Return date,
// if ture re-enter Return date information
while ( Departure_date.After ( Return_date ))
{
System.out.print("\n ERROR \n Return Date (mm/dd/yyyy): " ); 
R_month = input.nextint();
R_day = input.nextint();
R_year = input.nextint();
Return_date = new Day ( R_month , R_day , R_year );
} // end of while
temp_tic:ket. setReturnDate (Return_date) ; // setting date data
/ / -------------------------------------------------------------------------------------------------------------------------
// create the passenger objects
Passenger [count] = new Ticket (temp_ticket);
} // end of for
/ / -------------------------------------------------------------------------------------------------
// searching for the passenger who is travelling on a specific date 
// (7/7/2011) if found, displaying the passenger personal information 
// only
Day specfic_Departure_date = new Day ( 7,7,2011 ); 
for( int j = 0 ; j<count ; ++j )
i f ( Passenger[j].isEqualtoDate(specfic_Departure_date)) 
Passenger[j].Display_Person_info();
} // end of main
} // end of Booking class
//********************************************************************
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Question 2: Modify Classes
The following program is a design of 3 classes (Readingmaterial, book, textbook), 
without any relations between them. There are repetitions of some codes.
Rewrite the Book and Textbook classes ONLY with an efficient 
structure that promotes the given inheritance hierarchy.
ReadingMaterial
Book
Textbookclass ReadingMaterial 
{
String title; // The title of the material .
/ / ----------------------------------------------------------------------------------------------------------------------------------
// Constructor for a ReadingMaterial object that specifies its name.
public ReadingMaterial(String name)
{ title = name; }
/ / -------------------------------------------------------------------------------------------------------------
// Method that add a specific String to the title if the title starts with 
// vowel letter
public void addStringToTitle (String s)
{
if (beginsWithVowel(title)) title = title + " " + s;
else title=title;
}
/ / ----------------------------------------------------------------------------------------------------------------------------------
// Determines if the specified word begins with a vowel.
private static boolean beginsWithVowel (String word)
{
String vowels = "aeiou";
char letter = word.charAt(0);
return (vowels.indexOf(letter) != -1);
}//***************************************************************************
class Book 
{
private String title; // The title of the material .
private String author; // The author of the book,
private String publisher; // The publisher of the book,
private int numPages; // The number of pages in the book.
/ / ----------------------------------------------------------------------------------------------------------------------------------
// Constructor for a Book that specifies the name of the book, the 
// writer,the publisher, and the number of pages in the Book 
public Book(String name. String writer. String publish, int pages)
{
title = name; author = writer;
publisher = publish; numPages = pages;
}
/ / -------------------------------------------------------------------------------------------------------------
// Method to calculate the price of the book
public double calPrice()
{ return numPages * 10; }
/ /   ------------------------------------------------
// Method that add a specific String to the title if the title starts 
// with vowel letter
public void addStringToTitle (String s)
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{
if (beginsWithVowel(title)) title = title + " " + s;
else title=title;
}
/ / ------------------------------------------------------------------------------------------------------------
// Determines if the specified word begins with a vowel.
private static boolean beginsWithVowel (String word)
{
String vowels = "aeiou";
char letter = word.charAt(0);
return (vowels.indexOf(letter) != -1);
}
}//***************************************************************************
class Textbook 
{
private String title; // The title of the material .
private String author; // The author of the book,
private String publisher; // The publisher of the book,
private int numPages; // The number of pages in the book,
private String subject; // The subject the textbook covers.
/ / ------------------------------------------------------------------------------------------------------------
// Constructor for a Textbook that specifies the name of the book, the 
// publisher, the author, the number of pages in the book, and the 
// subject the book covers 
public Textbook(String name. String writer. String publish, int pages. 
String subj)
{
title = name; author = writer;
publisher = publish; numPages = pages;
subject = subj;
}
/ / -----------------------------------------------------------------------------------------------------------
// Method to calculate the price of the textbook by deduct 2% from the 
// book price
public double calPrice()
{ return (numPages * 10) - (numPages * 10 * .02); }
/ / -------------------------------------------------------------------------------------------------------------
// Method that add a specific String to the title if the title starts 
// with vowel letter , adding the subject in both cases
public void addStringToTitle (String s)
{
if (beginsWithVowel(title))
title = title + " " + s + " " +subject ;
else
title=title+ " " +subject;
}
/ /    ------------
// Determines if the specified word begins with a vowel.
private static boolean beginsWithVowel (String word)
{
String vowels = "aeiou";
char letter = word.charAt(0);
return (vowels.indexOf(letter) != -1);
}
}
//***************************************************************************
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Question 3: Designing a Method
Course
CourseName : String 
CourseNumber : int 
Courselnstructor : Instructor 
Courseday : String 
CouseStartingTime : int 
CourseRoom : Room 
CourseStudents : Student [*] 
NumberOfStudents :int
Room
RoomNumber : int 
RoomCapacity : int 
Allocated Courses : Course [*]
Person
# FirstName : String
# LastName : String
# ID : long
# ArrayCourses : Course [*
# NumberOfCourses: int
i ►
student Instructor
- GPA : double - OfficeNumber : int
A
A
A
-► B : A is a B (inherited) 
^  B : A has an object of B 
J ^ B  : A has an array of B
- Means private variable 
#  Means protected variable
According to the given attributes and the classes' relationships that shown in the UML 
diagram. Write in the Instructor class a method that assign a given course to the 
instructor, Make sure of the following:
Assume a course is sent to the method.
The given course must be allocated to a room ( the instance variable CourseRoom has a 
reference to a real object) to perform the process.
The instructor must not teach more than 3 courses.
The instructor must not have another course in the same given course's day and starting 
time (Avoid conflict).
After the assigning process , make sure to set this particular instructor to the given course. 
Add all the methods (in the Instructor class or other classes) that might be needed to 
accomplish this process.
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Question 4: Rewrite with efficiency
The following code does not employ the polymorphism concept. Rewrite the code that 
would be efficient and support the polymorphism behaviour.
The code
class Line 
{ double line;
public double area 
/ / ------------------------------
{ return line;
class Circle extends Line 
{ public double area () 
/ / -----------------------------------
return (3.14 * line * line);
class Sphere extends Circle 
{ public double area ()
/ / --------------------------------------
{ return 4 * super.area(); }
class Mymain 
{
public static void main (String [] arg)
{
Line L= new Line();
Circle C= new Circle ();
Sphere S= new Sphere();
Dispay (L,C,S);
}
public static void Dispay (Line stripe, Circle circle, Sphere sphere] 
{ System.out.printIn(stripe.area())
System.out.println(circle.area())
System.out.println(sphere.area())
}
Rewrite the code
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Question 5: TRIALS AND ERRORS
In the following classes there are 3 errors (not syntax error) that contradict the 
inheritance and polymorphism concepts' rules. Illustrate these errors and explain why 
they considered errors.
/ / * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * *
// Represents a generic staff member.
public class StaffMember 
{
protected String name; 
protected String address; 
protected String phone;
/ / --------------------------------------------------------------------------------------------------
// Constructor: Sets up this staff member using the specified information.
public StaffMember (String eName, String eAddress, String ePhone)
{ name = eName; address = eAddress; phone = ePhone; }
) / / * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * *  
// Represents a general paid employee.
public class Employee extends StaffMember 
{
protected String socialSecurityNumber; 
protected double payRate;
/ / --------------------------------------------------------------------------------------------------
// Constructor: Sets up this employee with the specified information.
public Employee (String eName, String eAddress, String ePhone,
String socSecNumber, double rate)
{ super (eName, eAddress, ePhone);
socialSecurityNumber = socSecNumber; payRate = rate;
} / / ------------------------------------------------------------------------------------------------------
// Returns the pay rate for this employee. 
public double pay() { return payRate; }
/ /      -------
// Display the company logo
public static void dispalylogo() { System.out.println("TEAM WORK"); }
} / / * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * *  
// Represents a staff member that works as a volunteer.
public final class Volunteer extends StaffMember 
{
// Constructor: Sets up this volunteer using the specified information.
public Volunteer (String eName, String eAddress, String ePhone)
{ super (eName, eAddress, ePhone); }
)//************************************************************************** 
// Represents a staff member that works as a Semivolunteer.
public class SemiVolunteer extends Volunteer 
{
public SemiVolunteer(String eName, String eAddress, String ePhone)
{ super( eName, eAddress, ePhone); }
)//************************************************************************** 
// Represents an executive staff member, who can earn a bonus.
public class Executive extends Employee 
{
private double bonus ;
/ / --------------------------------------------------------------------------------------------------
// Constructor: Sets up this executive with the specified information.
public Executive (String eName, String eAddress, String ePhone,
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string socSecNumber, double rate)
{ super (eName, eAddress, ePhone, socSecNumber, rate);
bonus =0; // bonus has yet to be awarded
} / / --------------------------------------------------------------------------------------------------
// Awards the specified bonus to this executive.
public void add (int execBonus) { bonus = execBonus; }
/ / --------------------------------------------------------------------------------------------------
// Computes and returns the pay for an executive, which is the 
// regular employee payment plus a one-time bonus.
public double pay()
{ double payment = super.pay() + bonus;
bonus =0; 
return payment;
} / /   ---------------------
// Display the company logo
public void dispalylogo() { System.out.println("HARD WORK");
}}//**************************************************************************
public class Firm 
{
public static void main (String[] args)
{
// declare objects with specific data
Employee personl= new Executive("Sara Maghrabi","Al-
shatee","0506789888","998877",35000);
Volunteer person2= new StaffMember ("Hala All","Al-zahraa","0555774455");
}
)//**************************************************************************
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Appendix H.
Alice workshop’s consent form
King Abdulaziz University
Computing and  information Technology College
CPCS203
O bject O riented Programming Course 
Spring 2012  (Second Sem ester)
Consent Form
"Learning Alice program" workshop will be held starting from today, Saturday April Id*
2012, for three days each week (Saturday/ Monday/ Wednesday) from 2 to 3:30 pm. The 
workshop will last for three weeks for the second semester of 2012.
The College of Computing and Information Technology will offer 
attendance certificates for students who attended the workshop completely.
Workshop Instructions;
• Students must attend with the intention to learn the program and to take into account 
the instructions given by the instructor.
• The nominated students will be working inside the lab only.
• There will be no homework for this workshop; the work will only be during the workshop time.
• The workshop will include discussions and exchange of views, which will allow students to 
benefit from the views of others.
• The Absence of any student on any given day of the workshop will exempt her from receiving 
the attendance certificate. Furthermore, there will be no assessment
of student achievement during the workshop.
I have read the above information and I adhere to these conditions and take into account the 
instructions.
Name: Signature:
177
Appendix LI Alice workshop: Session two description 
The SnowPeople script:
Several snowpeople are outdoors, on a snow-covered landscape. A snowman is trying to meet a 
snowwoman who is talking with her friend (other snowwoman). He says “Ahem” and blinks his 
eyes, trying to get her attention.
Initial scene Snowman tries to 
eatch snowwoman’s 
attention
M
Snowwoman looks 
around
The SnowPeople textual storyboard:
Create the initial scene:
add 1 snowman 2 snowwomen 
snowman faces the camera 
both snowwomen face each others 
snowwoman2 ’s hat is green. (  change property)
Implement the animation program:
Do the following actions in order
snowman turns to face snowwoman
snowman says “Ahem ”
snowwoman’s head turns to face snowman.
snowman move both eyes up then down . //slow ly
Do together
snoww omen’s head turns to face snowomen2 
snowwoman’s head color turns to read
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Appendix 1.2 Alice workshop: Session three description 
The Egyptian script:
In a Hollywood movie set, the mummy must move to the pharaoh. How far (meters) is the 
mummy from the pharaoh? get the value of the distance.
The Egyptian textual storyboard:
Do in order
mummy turns to face pharaoh 
mummy move forward 2 meters
•  2 meters is not the accurate distance between the two objects because the camera angle can mislead 
the perception of the scene.
mummy move to distance between the two objects / /  modification 1
• The mummy collides with the pharaoh. The problem is the distance between two objects is measured 
center-to-center. One way to avoid a collision is to subtract a small number (1 or 2) from the distance.
mummy move to distance between the two objects -2  / /  modification 2
•  Subtracting 2 meters from the distance is an arbitrary amount. To be more precise, subtract the width 
of the pharaoh
mummy move to distance between the two objects -  pharaoh’s width / /  modification 3
•  To be more precise, subtract half of the sum of the pharaoh’s and mummy’s width.
mummy move to distance between the two objects -  (pharaoh’s width +  mummy’s
width)/2 / /  modification 4
•  To make the statement looks more efficient, a new world function must be created to compute the 
distance and return the value.
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Appendix 1.3 Alice workshop: Session four description 
The Modified Egyptian script:
From the previous Egyptian script in session three, perform the following requirements:
1. Check a condition (is the mummy taller than the pharaoh?) and then perform an action based on 
whether the condition is true. The built-in function “is taller than ” compares the heights of two 
objects.
The Modified Egyptian textual storyboard:
I f  mummy is taller than pharaoh 
mummy turns 1 revolution
Else
pharaoh turns 1 revolution
• Compare the height of the mummy to a specific measurement (2 meters), and then perform an action 
if the condition is true. In this situation a relational operator is needed.
I f  mummy’s height > 2
2. Make the mummy "walk" -  a somewhat stilted motion as in an old Hollywood horror film. The code 
needed to alternate left and right leg motions and coordinate leg motions with the body moving 
forward.
The “Walk” textual storyboard:
Do in order
Do together //move body and left leg
mummy move forward 0.25 meters 
Do in order
mummy's left leg move backward 
mummy's left leg move forward 
Do together //move body and right leg 
mummy move forward 0.25 meters 
Do in order
mummy's right leg move backward 
mummy's right leg move forward
• The mummy walks 20 steps forward. A counted loop is a way to write repetitive code
Loop 20 times
“Walk” textual storybord
• The mummy walks until it reaches the pharaoh, the number of steps is unknown. The steps must be 
repeated while the mummy is still far away from the Pharaoh.
While mummy distance to pharaoh > 2 
“Walk” textual storybord
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The Penguin script:
Several cones with different colors are outdoors, on a snow- 
covered landscape. A Penguin will walk toward the nearest 
cone. A collision must be avoided
The Penguin textual storyboard with nested if/else:
If distance between penguin and conel > distance between penguin and cone2
If the distance between penguin and cone2 > the distance between penguin and 
coneS
penguin faces cone3
penguin moves to cone3 / /  be precise and avoid collision
Else
penguin faces cone2 
penguin moves to cone2
If the distance between penguin and conel > the distance between penguin and 
cone3
penguin faces cone3 
penguin moves to cone3
Else
penguin faces conel 
penguin moves to conel
The Penguin textual storyboard with if/else and logical operations:
If distance between penguin and conel > distance between penguin and cone2 
and distance between penguin and cone2 > distance between penguin and cone3 
penguin faces cone3
penguin moves to cone3 / /  be precise and avoid collision 
If distance between penguin and conel > distance between penguin and cone2 
and distance between penguin and cone3> distance between penguin and cone2 
penguin faces cone2 
penguin moves to cone2 
If distance between penguin and cone2 > distance between penguin and conel 
and distance between penguin and conel > distance between penguin and cone3 
penguin faces cone3 
penguin moves to cone3 
If distance between penguin and cone2 > distance between penguin and conel 
and distance between penguin and cone3 > distance between penguin and conel 
penguin faces conel 
penguin moves to conel
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Appendix 1.4 Alice workshop: Session five description 
The Modified Penguin script:
From the previous Penguin script in session four, transfer the penguin action to a new method:
The Modified Penguin textual storyboard:
If distance between penguin and conel > distance between penguin and cone 2
I f  the distance between penguin and cone2  >  the distance between penguin  an d  cone3 
world. Walk(cone3)
Else
world. Walk(cone2)
Else
I f  the distance between penguin and co n e l > the distance between penguin  an d  cone3  
world. Walk(cone3)
Else
world. Walk(conel) 
world. Walk method:
Parameter: whichObject 
penguin faces whichObject
penguin moves to whichObject / /  be precise and avoid collision
The Skater script:
An ice skater is skating in a snow world. The slide actions require several motion instructions, so 
break down these actions into smaller steps.
The Skater textual storyboard: 
skater.Skate method:
Do together
move skater forward 2 meters
Do in order
skater. slideLeft 
skater. slideRight 
skater.slideLeft method:
Do in order
Lift left leg and turn upper body forward 
Lower left leg and return body upright 
skater.slideRlght method:
Do in order
Lift right leg and turn upper body forward 
Lower right leg and return body upright
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Appendix 1.5 Alice workshop: Session six description 
The Modified Skater script:
From the previous Skater script in session five, the skater skates until it reach the new added 
penguin. Count how many times the skater skates.
The Modified Skater textual storyboard:
Create a skater's variable “count ”
Set count to 0
While skater distance to penguin > 2 
skater.Skate 
increment count by 1
The Interactive Skater script:
From the previous skater script in session five, the user will control the movement of skater by 
using keyboard input.
The Interactive Skater textual storyboard:
Event: Up-arrow key Respond: skater, skate
Event: Left-arrow Respond: skater turns left
Event: Right-arrow Respond: skater turns right
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Appendix 1.6 Alice workshop: Session seven description 
The Beetle-band script:
Create a visualization of an array of beetle band members. Implement a world level method to 
move a member up and down.
The Beetle-hand textual storyboard:
Create an arrayVisualization
Add the objects to the arrayVisualization
Create a local variable “count”
Set count to 0
While count < arrayVisualization’s size
world. Move (array Visualization[ count]) 
increment count by 1
world. Move
Parameter: whichObject 
Do in order
whichObject moves up 
whichObject moves down
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Appendix J.
The workshop final assignment
King Abdulaziz University
Computing and information Technoiogy College
Com puter Science Departm ent.
The Final Assignment
1. Open a new Alice’s world (snow template). Save the world in the "Assignment" folder on the 
desktop by your name.
2. Import the object "AssignmentSkater" from the "Assignment" folder.
3. Create two new events:
a. when the user presses the "space" key button, let the AssignmentSkater skate ( call the 
object level method "skate").
b. when the user presses the "left" arrow key button , let the AssignmentSkater turn 
left 1/4 revolution (use the build-in method).
Save and Run the program to make sure that your events work properly.
4. Add 3 cone objects (from the local gallery), then change their colors to: red - green - Blue .
5. Create an array visualization object (From the local gallery):
a. Add the three cones to be elements in the array.
b. Make the array invisible (Use the opacity property).
c. Change the place of each cone to be distributed randomly on the screen.
Save and Run the program to make sure that your scene work properly.
6. The script: Each time the AssignmentSkater skates check if the AssignmentSkater is close to any 
element of the array. If so, call object level method "skateAround" to let the AssignmentSkater 
skate around the closest object. To perform the given sc rip t, you have to do the following:
a. Create a new function for the AssignmentSkater object by the name "near" which returns 
a Boolean value:
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i. Create a new parameter of type object by the name "whichObject". This 
parameter refers to the object that you are checking its distance to the 
AssignmentSkater.
ii. Implement the condition statement of the function (the distance between the 
AssignmentSkater and the parameter object Is less than 2) In the return 
statement.
b. Create a world level method called "Check". In this method:
i. Define a local variable by the name "count" as a number type, to be able to 
access each element of an array. Set "count" to 0 before each time you start the 
while.
ii. Use the while statement to keep iterating whenever "count" is less than the 
array's size.
iii. Inside the while, use If statement to check If the AssignmentSkater is "near" (use 
the created function) to the current element of the array. If so call the object level 
method "skateAround" to let the AssignmentSkater skate around the current 
element.
iv. Increment "count" by 1 on each iteration to access each element in the array.
c. Inside the skate method, call the world.check method at the end .
Save and Run the program to make sure that your animation Is performing In a reliable scene.
7. Create an object level variable of object AssignmentSkater as a number type, to count how many 
times the skater perform the turning around movement:
a. Name the variable "countAround" and initialize it to 0.
b. Increment "countAround" by 1 each time the AssignmentSkater performs the 
SkateAround method.
Save and Run the program to make sure that your animation Is performing In a reliable scene.
Save your work and send it to your instructor's email "arwalinjawi(gyahoo.com". 
Please address your name in the email.
Good Luck 
Arwa A llin jaw i
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Appendix K.
Alice satisfaction survey
Student's Serial number:
This survey is for the benefit to evaluate the usability and satisfactory of what you 
learned in Alice workshop. Please choose one response that truly reflects your opinion. 
As far as possible avoid the "Neutral" category unless you are surely undecided. 
Section 1 :
In this section, you w ill be asked to evaluate the usability o f the A lice interface.
initial Scene
Extremely
Easy Easy
Jf*-
Neutral Difficult
(-UUti
Extremely
Difficult
u9ua
1. Creating a new world file
2. Opening an existing world file
3. Playing the run animation window
4. Saving a world
5. Adding an object to the world
6. Moving an object by using mouse control buttons 
(in the scene editor)
7. Moving a subpart of an object by using mouse 
control buttons (in the scene editor)
8. Deleting an object
9. Moving objects by using Quad View
10. Moving the camera to change the world view
11.Arranging many objects in a scene
12.Creating an initial scene of an object by using 
built-in methods from the popup menu
13.Creating an initial scene of a subpart of an object 
by using built-in methods from the popup menu
14.Changing the properties of an object in the initial 
scene
15. Changing the properties of a subpart of an object 
in the initial scene
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Create an Animation Program ExtremelyEasy Easy Neutral Difficult
Extremely
Difficult
16. Using built-in methods of an object to perform an 
action
17. Using built-in methods of a subpart of an object to 
perform an action
18. Using the arguments of the built-in method
19. Adding more arguments of the built-in method to 
make the action looks more reliable
20.Changing the properties of an object at runtime
21.Changing the properties of a subpart of an object 
at runtime
22. Using do in order statement
23. Using do together statement
Functions ExtremelyEasy Éasy Neutral Difficult
Extremely
Difficult
24.Using a built-in function in a statement
25. Adding a math operator to a statement
26. Using a combination of built-in functions and math 
operators in a statement
27. Creating a new function
28. Calling the new created function in a statement
Control Structures ExtremelyEasy Easy Neutral Difficult
Extremely
Difficult
29. Using an if else statement
30. Using nested if else statements
31. Using a loop statement
32. Using a while statement
33. Using a built-in function in a conditional statement
34. Using a rational operator (>< ... etc) in a 
conditional statement
35.Using a combination of built-in functions and a 
rational operator in a conditional statement
World Level Methods ExtremelyEasy Easy Neutral Difficult
Extremely
Difficult
36. Creating a new World level method
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37.Calling the new created world level method
Parameters ExtremelyEasy Easy Neutral Difficult
Extremely
Difficult
38.Creating a parameter in a method
39.Sending an object as an argument to a method
40. Using the parameter in the method's body
Object Level Methods ExtremelyEasy Easy Neutral Difficult
Extremely
Difficult
41.Creating a new object level method
42.Calling the new created object level method
New 3D Classes ExtremelyEasy Easy Neutral Difficult
Extremely
Difficult
43. Saving an object as a new 3D class model in a file
44.Importing the created 3D class model from a file
Variables ExtremelyEasy Easy Neutral Difficult
Extremely
Difficult
45.Creating a new local variable in a method
46. Using the local variable in the method's body
47. Creating a new Object level variable
48.Setting an initial value to the new variable
49.Changing the value of the variable at runtime
50. Displaying the variable’s value at run time by 
using 3D text object
Interactive Programming (Events) ExtremelyEasy Easy Neutral Difficult
Extremely
Difficult
51.Creating a new event to make the program 
interact with the user
52. Linking the new event to event handling method
Arrays ExtremelyEasy Easy Neutral Difficult
Extremely
Difficult
53. Creating An Array visualization object
54. Adding object elements to the Array
55. Accessing each element in the Array
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Section 2:
In this section, you will be asked to express how fa r your satisfaction is w hile  using A lice 
in general.
General ExtremelyEasy Easy Neutral Difficult
Extremely
Difficult
1. Finding what is needed ( object, Built-in 
methods, Built-in function, etc) to perform an 
action (Navigation)
2. Deleting any statement
3. Creating sequential and simultaneous actions 
together to perform a reliable scene
4. Implementing the body of a method to perform a 
reliable action
5. Implementing a complete program to perform a 
reliable scene
6. The final assignment was
If you your opinion regarding the final assignment was difficult or extremely difficult, please specify the 
reason;
Section 3
In this section, you will be asked to express your dis/agreem ent on each sta tem ent 
toward A lice as a learning environm ent tool.
Attitude toward Alice
Strongly
Agree Agree Neutral Disagree
Strongly
Disagree
8. The run animation window helps me to find my 
mistake in the code easily
9. The run animation window helps me to 
understand my mistake in the code
10. Implementing a program by Alice tool helps me 
in understanding Object Oriented Programming 
concepts of the course.
11.Learning Alice tool is fun and exciting.
12. Learning Alice tool is easy.
13.1 am really satisfied while using Alice tool
14.1 would like to use Alice in the future.
P lease provide any o ther com m ents or suggestions you m ay have:
Thank you for your cooperation 
Arwa Allinjawi
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Appendix L .l The GS students’ original and normalized Answer 
Grade Table (AGT) of the test
itudents Thegroup
Total
Original
Grade
Original AGT 
(Sk,Qn)
Normalized AGT 
(Sk, Qn)
Total
Normalized
Grade
Total 
Normalizi 
Grade as '
NT=124 28 Ql Q2 Q3 Q4 Q5 Ql Q2 Q3 Q4 Q5 5 1 0 0 %
SI El 25.25 9.25 5.25 5.75 3.00 2 . 0 0 0.925 0.875 0.958 1 . 0 0 0 0.667 4.425 88.50
82 7.25 0 . 0 0 5.25 0 . 0 0 0 . 0 0 2 . 0 0 0 . 0 0 0 0.875 0 . 0 0 0 0 . 0 0 0 0.667 1.542 30.83
S3 13.50 7.75 3.75 1 . 0 0 0 . 0 0 1 . 0 0 0.775 0.625 0.167 0 . 0 0 0 0.333 1.900 38.00
S4 20.75 8.75 6 . 0 0 6 . 0 0 0 . 0 0 0 . 0 0 0.875 1 . 0 0 0 1 . 0 0 0 0 . 0 0 0 0 . 0 0 0 2.875 57.50
S5 21.75 7.25 5.00 4.75 2.75 2 . 0 0 0.725 0.833 0.792 0.917 0.667 3.933 78.67
S6 E2 22.75 9.00 5.25 3.00 2.50 3.00 0.900 0.875 0.500 0.833 1 . 0 0 0 4.108 82.17
S7 E3 17.25 7.00 5.00 2.25 0 . 0 0 3.00 0.700 0.833 0.375 0 . 0 0 0 1 . 0 0 0 2.908 58.17
S8 Cl 18.00 7.75 4.25 2 . 0 0 3.00 1 . 0 0 0.775 0.708 0.333 1 . 0 0 0 0.333 3.150 63.00
S9 14.50 8 . 0 0 5.50 0.75 0.25 0 . 0 0 0.800 0.917 0.125 0.083 0 . 0 0 0 1.925 38.50
SIO 20.50 9.25 5.25 2.75 0.25 3.00 0.925 0.875 0.458 0.083 1 . 0 0 0 3.342 66.83
S l l 25.25 8.75 5.25 5.75 3.00 2.50 0.875 0.875 0.958 1 . 0 0 0 0.833 4.542 90.83
S12 16.75 5.25 5.25 1.50 2.75 2 . 0 0 0.525 0.875 0.250 0.917 0.667 3.233 64.67
S13 C2 24.75 9.75 6 . 0 0 4.00 3.00 2 . 0 0 0.975 1 . 0 0 0 0.667 1 . 0 0 0 0.667 4.308 86.17
S14 17.75 7.25 4.50 1.25 2.75 2 . 0 0 0.725 0.750 0.208 0.917 0.667 3.267 65.33
S15 20.75 8.75 5.00 5.00 0 . 0 0 2 . 0 0 0.875 0.833 0.833 0 . 0 0 0 0.667 3.208 64.17
S16 C3 15.50 5.25 4.50 1 . 0 0 2.75 2 . 0 0 0.525 0.750 0.167 0.917 0.667 3.025 60.50
S17 E4 23.25 9.50 5.25 4.50 3.00 1 . 0 0 0.950 0.875 0.750 1 . 0 0 0 0.333 3.908 78.17
S18 16.00 6.25 5.50 0.25 2 . 0 0 2 . 0 0 0.625 0.917 0.042 0.667 0.667 2.917 58.33
S19 E5 11.50 5.50 4.50 0.50 0 . 0 0 1 . 0 0 0.550 0.750 0.083 0 . 0 0 0 0.333 1.717 34.33
S20 18.50 8.50 5.25 0 . 0 0 2.75 2 . 0 0 0.850 0.875 0 . 0 0 0 0.917 0.667 3.308 66.17
S21 13.50 6.75 4.00 0.25 1.50 1 . 0 0 0.675 0.667 0.042 0.500 0.333 2.217 44.33
S22 17.00 8.75 4.75 1.25 0.25 2 . 0 0 0.875 0.792 0.208 0.083 0.667 2.625 52.50
S23 04 18.50 7.50 5.50 0.50 3.00 2 . 0 0 0.750 0.917 0.083 1 . 0 0 0 0.667 3.417 68.33
S24 C5 2 0 . 0 0 8 . 0 0 5.25 4.50 0.25 2 . 0 0 0.800 0.875 0.750 0.083 0.667 3.175 63.50
S25 06 20.50 8.25 5.00 2.25 3.00 2 . 0 0 0.825 0.833 0.375 1 . 0 0 0 0.667 3.700 74.00
S26 16.75 8.75 5.00 0 . 0 0 0 . 0 0 3.00 0.875 0.833 0 . 0 0 0 0 . 0 0 0 1 . 0 0 0 2.708 54.17
S27 16.50 6.75 5.75 2.50 0 . 0 0 1.50 0.675 0.958 0.417 0 . 0 0 0 0.500 2.550 51.00
S28 E6 15.25 7.50 4.75 0 . 0 0 0 . 0 0 3.00 0.750 0.792 0 . 0 0 0 0 . 0 0 0 1 . 0 0 0 2.542 50.83
S29 25.00 9.25 5.50 4.50 2.75 3.00 0.925 0.917 0.750 0.917 1 . 0 0 0 4.508 90.17
S30 17.50 7.00 5.00 1.25 2.25 2 . 0 0 0.700 0.833 0.208 0.750 0.667 3.158 63.17
S31 19.25 8.50 5.00 0.75 2.50 2.50 0.850 0.833 0.125 0.833 0.833 3.475 69.50
S32 07 18.25 7.75 5.00 0.50 3.00 2 . 0 0 0.775 0.833 0.083 1 . 0 0 0 0.667 3.358 67.17
S33 26.00 9.75 5.50 5.75 3.00 2 . 0 0 0.975 0.917 0.958 1 . 0 0 0 0.667 4.517 90.33
S34 15.25 7.75 4.00 0.50 3.00 0 . 0 0 0.775 0.667 0.083 1 . 0 0 0 0 . 0 0 0 2.525 50.50
S35 08 19.75 8.75 5.50 2 . 0 0 1.50 2 . 0 0 0.875 0.917 0.333 0.500 0.667 3.292 65.83
S36 23.25 8.75 5.75 2.75 3.00 3.00 0.875 0.958 0.458 1 . 0 0 0 1 . 0 0 0 4.292 85.83
S37 E7 16.50 7.75 5.25 0.25 2.25 1 . 0 0 0.775 0.875 0.042 0.750 0.333 2.775 55.50
S38 15.75 7.00 5.50 1.25 0 . 0 0 2 . 0 0 0.700 0.917 0.208 0 . 0 0 0 0.667 2.492 49.83
S39 18.50 8.25 4.75 0.50 3.00 2 . 0 0 0.825 0.792 0.083 1 . 0 0 0 0.667 3.367 67.33
S40 17.25 8.25 4.75 1.25 2 . 0 0 1 . 0 0 0.825 0.792 0.208 0.667 0.333 2.825 56.50
S41 2 0 . 0 0 7.75 5.00 4.25 3.00 0 . 0 0 0.775 0.833 0.708 1 . 0 0 0 0 . 0 0 0 3.317 66.33
S42 09 15.75 7.25 5.25 0.25 0 . 0 0 3.00 0.725 0.875 0.042 0 . 0 0 0 1 . 0 0 0 2.642 52.83
S43 E8 17.25 9.00 4.00 1.25 0 . 0 0 3.00 0.900 0.667 0.208 0 . 0 0 0 1 . 0 0 0 2.775 55.50
S44 E9 15.00 9.00 3.50 0 . 0 0 2.50 0 . 0 0 0.900 0.583 0 . 0 0 0 0.833 0 . 0 0 0 2.317 46.33
S45 OlO 17.00 7.75 4.00 1 . 0 0 2.25 2 . 0 0 0.775 0.667 0.167 0.750 0.667 3.025 60.50
S46 17.75 9.25 2.75 2.75 0 . 0 0 3.00 0.925 0.458 0.458 0 . 0 0 0 1 . 0 0 0 2.842 56.83
S47 17.75 6.75 5.00 2 . 0 0 2 . 0 0 2 . 0 0 0.675 0.833 0.333 0.667 0.667 3.175 63.50
S48 14.00 7.00 4.25 0.75 0 . 0 0 2 . 0 0 0.700 0.708 0.125 0 . 0 0 0 0.667 2 . 2 0 0 44.00
S49 15.00 7.25 5.00 0.75 0 . 0 0 2 . 0 0 0.725 0.833 0.125 0 . 0 0 0 0.667 2.350 47.00
S50 C ll 18.00 6.75 5.00 1.25 3.00 2 . 0 0 0.675 0.833 0.208 1 . 0 0 0 0.667 3.383 67.67
S51 C12 17.50 7.50 4.75 0.50 2.75 2 . 0 0 0.750 0.792 0.083 0.917 0.667 3.208 64.17
S52 C13 19.00 9.00 4.25 1.75 2 . 0 0 2 . 0 0 0.900 0.708 0.292 0.667 0.667 3.233 64.67
S53 2 0 . 0 0 8.50 5.25 1 . 0 0 2.25 3.00 0.850 0.875 0.167 0.750 1 . 0 0 0 3.642 72.83
S54 19.50 8 . 0 0 5.75 0.25 2.50 3.00 0.800 0.958 0.042 0.833 1 . 0 0 0 3.633 72.67
S55 ElO 20.75 8 . 0 0 4.75 3.00 3.00 2 . 0 0 0.800 0.792 0.500 1 . 0 0 0 0.667 3.758 75.17
S56 15.75 7.50 3.00 1.50 2.75 1 . 0 0 0.750 0.500 0.250 0.917 0.333 2.750 55.00
S57 13.50 6.25 4.50 0.75 0 . 0 0 2 . 0 0 0.625 0.750 0.125 0 . 0 0 0 0.667 2.167 43.33
S58 E ll 16.50 9.50 4.25 0.75 0 . 0 0 2 . 0 0 0.950 0.708 0.125 0 . 0 0 0 0.667 2.450 49.00
S59 1 2 . 0 0 5.00 4.75 1.25 0 . 0 0 1 . 0 0 0.500 0.792 0.208 0 . 0 0 0 0.333 1.833 36.67
S60 19.00 9.50 4.50 1.50 2.50 1 . 0 0 0.950 0.750 0.250 0.833 0.333 3.117 62.33
S61 9.00 4.25 3.75 0 . 0 0 0 . 0 0 1 . 0 0 0.425 0.625 0 . 0 0 0 0 . 0 0 0 0.333 1.383 27.67
S62 18.25 8 . 0 0 4.50 0.75 3.00 2 . 0 0 0.800 0.750 0.125 1 . 0 0 0 0.667 3.342 66.83
S63 20.50 6.50 5.25 4.50 2.25 2 . 0 0 0.650 0.875 0.750 0.750 0.667 3.692 73.83
S64 21.75 9.00 5.50 2.75 3.00 1.50 0.900 0.917 0.458 1 . 0 0 0 0.500 3.775 75.50
S65 C14 15.75 4.75 5.25 0.75 3.00 2 . 0 0 0.475 0.875 0.125 1 . 0 0 0 0.667 3.142 62.83
S6 6 12.52 4.75 4.50 0.75 2.50 2 . 0 0 0.475 0.750 0.125 0.833 0.667 2.850 57.00
S67 E12 14.00 7.50 4.50 1.75 0.25 0 . 0 0 0.750 0.750 0.292 0.083 0 . 0 0 0 1.875 37.50
S6 8 13.25 5.75 5.00 1 . 0 0 0 . 0 0 1.50 0.575 0.833 0.167 0 . 0 0 0 0.500 2.075 41.50
S69 9.25 4.00 3.75 0 . 0 0 0 . 0 0 1.50 0.400 0.625 0 . 0 0 0 0 . 0 0 0 0.500 1.525 30.50
S70 15.50 7.75 5.75 0 . 0 0 0 . 0 0 2 . 0 0 0.775 0.958 0 . 0 0 0 0 . 0 0 0 0.667 2.400 48.00
S71 15.75 6.50 4.25 0.25 2.75 2 . 0 0 0.650 0.708 0.042 0.917 0.667 2.983 59.67
S72 12.25 5.25 4.25 0.25 2.50 0 . 0 0 0.525 0.708 0.042 0.833 0 . 0 0 0 2.108 42.17
S73 20.50 9.00 4.50 1.75 2.25 3.00 0.900 0.750 0.292 0.750 1 . 0 0 0 3.692 73.83
S74 19.75 8.50 5.50 2.75 0 . 0 0 3.00 0.850 0.917 0.458 0 . 0 0 0 1 . 0 0 0 3.225 64.50
S75 C15 15.00 6 . 0 0 5.00 1.25 1.75 1 . 0 0 0.600 0.833 0.208 0.583 0.333 2.558 51.17
S76 12.25 3.25 5.25 0.75 2 . 0 0 1 . 0 0 0.325 0.875 0.125 0.667 0.333 2.325 46.50
S77 E13 13.00 6.75 4.50 0.75 0 . 0 0 1 . 0 0 0.675 0.750 0.125 0 . 0 0 0 0.333 1.883 37.67
S78 E14 18.50 6.25 5.75 3.25 0.25 3.00 0.625 0.958 0.542 0.083 1 . 0 0 0 3.208 64.17
S79 10.50 6 . 0 0 3.50 0 . 0 0 0 . 0 0 1 . 0 0 0.600 0.583 0 . 0 0 0 0 . 0 0 0 0.333 1.517 30.33
S80 8.75 6.25 2 . 0 0 0.50 0 . 0 0 0 . 0 0 0.625 0.333 0.083 0 . 0 0 0 0 . 0 0 0 1.042 20.83
S81 1 0 . 0 0 4.50 5.00 0 . 0 0 0 . 0 0 0.50 0.450 0.833 0 . 0 0 0 0 . 0 0 0 0.167 1.450 29.00
S82 16.00 8.25 5.25 0.50 0 . 0 0 2 . 0 0 0.825 0.875 0.083 0 . 0 0 0 0.667 2.450 49.00
S83 E15 17.25 6.50 5.00 1.25 2.50 2 . 0 0 0.650 0.833 0.208 0.833 0.667 3.192 63.83
S84 C16 14.50 6.50 5.25 0.75 0 . 0 0 2 . 0 0 0.650 0.875 0.125 0 . 0 0 0 0.667 2.317 46.33
S85 C17 12.50 5.25 5.25 0 . 0 0 0 . 0 0 2 . 0 0 0.525 0.875 0 . 0 0 0 0 . 0 0 0 0.667 2.067 41.33
S8 6 12.50 3.25 4.25 0.50 1.50 3.00 0.325 0.708 0.083 0.500 1 . 0 0 0 2.617 52.33
S87 8 . 0 0 2.50 4.50 0 . 0 0 0 . 0 0 1 . 0 0 0.250 0.750 0 . 0 0 0 0 . 0 0 0 0.333 1.333 26.67
S8 8 E16 14.75 7.00 5.25 0.50 0 . 0 0 2 . 0 0 0.700 0.875 0.083 0 . 0 0 0 0.667 2.325 46.50
S89 C18 14.00 7.75 5.25 0 . 0 0 0 . 0 0 1 . 0 0 0.775 0.875 0 . 0 0 0 0 . 0 0 0 0.333 1.983 39.67
S90 E17 12.25 5.00 4.50 0.75 0 . 0 0 2 . 0 0 0.500 0.750 0.125 0 . 0 0 0 0.667 2.042 40.83
S91 17.50 7.50 5.75 0.75 0.50 3.00 0.750 0.958 0.125 0.167 1 . 0 0 0 3.000 60.00
S92 5.00 1.50 3.00 0.50 0 . 0 0 0 . 0 0 0.150 0.500 0.083 0 . 0 0 0 0 . 0 0 0 0.733 14.67
S93 E18 9.50 0.25 4.50 1.50 1.25 2 . 0 0 0.025 0.750 0.250 0.417 0.667 2.108 42.17
S94 E19 13.00 6.50 4.25 0.25 0 . 0 0 2 . 0 0 0.650 0.708 0.042 0 . 0 0 0 0.667 2.067 41.33
S95 C19 11.75 4.50 4.50 0.75 0 . 0 0 2 . 0 0 0.450 0.750 0.125 0 . 0 0 0 0.667 1.992 39.83
S96 C20 16.00 7.25 3.00 1.75 2 . 0 0 2 . 0 0 0.725 0.500 0.292 0.667 0.667 2.850 57.00
S97 15.50 7.00 4.75 0.75 0 . 0 0 3.00 0.700 0.792 0.125 0 . 0 0 0 1 . 0 0 0 2.617 52.33
S98 13.50 4.75 3.75 0.50 2.50 2 . 0 0 0.475 0.625 0.083 0.833 0.667 2.683 53.67
S99 16.50 5.50 5.75 0.75 1.50 3.00 0.550 0.958 0.125 0.500 1 . 0 0 0 3.133 62.67
SlOO E20 5.25 2.75 1.25 0.75 0 . 0 0 0.50 0.275 0.208 0.125 0 . 0 0 0 0.167 0.775 15.50
SlOl E21 13.75 4.50 4.25 0.50 2.50 2 . 0 0 0.450 0.708 0.083 0.833 0.667 2.742 54.83
S102 C21 13.25 6.50 5.50 0 . 0 0 0.25 1 . 0 0 0.650 0.917 0 . 0 0 0 0.083 0.333 1.983 39.67
S103 12.75 4.75 5.25 0.75 0 . 0 0 2 . 0 0 0.475 0.875 0.125 0 . 0 0 0 0.667 2.142 42.83
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S104 15.50 5.25 5.50 1 . 0 0 1.75 2 . 0 0 0.525 0.917 0.167 0.583 0.667 2.858 57.17
S105 9.25 3.75 4.00 0.50 0 . 0 0 1 . 0 0 0.375 0.667 0.083 0 . 0 0 0 0.333 1.458 29.17
S106 9.00 4.00 4.50 0 . 0 0 0 . 0 0 0.50 0.400 0.750 0 . 0 0 0 0 . 0 0 0 0.167 1.317 26.33
S107 C22 6.75 2.75 3.50 0.50 0 . 0 0 0 . 0 0 0.275 0.583 0.083 0 . 0 0 0 0 . 0 0 0 0.942 18.83
S108 6 . 0 0 3.50 2.50 0 . 0 0 0 . 0 0 0 . 0 0 0.350 0.417 0 . 0 0 0 0 . 0 0 0 0 . 0 0 0 0.767 15.33
S109 C23 14.50 7.00 4.75 0.75 0 . 0 0 2 . 0 0 0.700 0.792 0.125 0 . 0 0 0 0.667 2.283 45.67
SllO 18.25 8.25 5.00 0.75 1.25 3.00 0.825 0.833 0.125 0.417 1 . 0 0 0 3.200 64.00
S i l l E22 20.50 8 . 0 0 5.75 1 . 0 0 2.75 3.00 0.800 0.958 0.167 0.917 1 . 0 0 0 3.842 76.83
S112 C24 10.25 6 . 0 0 3.25 1 . 0 0 0 . 0 0 0 . 0 0 0.600 0.542 0.167 0 . 0 0 0 0 . 0 0 0 1.308 26.17
S113 E23 17.00 8 . 0 0 5.75 0.25 0 . 0 0 3.00 0.800 0.958 0.042 0 . 0 0 0 1 . 0 0 0 2.800 56.00
S114 E24 6.75 3.50 2.25 0 . 0 0 0 . 0 0 1 . 0 0 0.350 0.375 0 . 0 0 0 0 . 0 0 0 0.333 1.058 21.17
S115 17.75 7.25 5.75 1 . 0 0 1.75 2 . 0 0 0.725 0.958 0.167 0.583 0.667 3.100 62.00
S116 C25 12.50 4.50 4.75 1.25 0 . 0 0 2 . 0 0 0.450 0.792 0.208 0 . 0 0 0 0.667 2.117 42.33
S117 E25 14.50 6 . 0 0 4.25 2.25 0 . 0 0 2 . 0 0 0.600 0.708 0.375 0 . 0 0 0 0.667 2.350 47.00
S118 C26 18.50 8 . 0 0 5.75 0 . 0 0 1.75 3.00 0.800 0.958 0 . 0 0 0 0.583 1 . 0 0 0 3.342 66.83
S119 E26 6 . 0 0 2.25 3.75 0 . 0 0 0 . 0 0 0 . 0 0 0.225 0.625 0 . 0 0 0 0 . 0 0 0 0 . 0 0 0 0.850 17.00
S120 E27 8 . 0 0 3.50 1.75 0 . 0 0 1.75 1 . 0 0 0.350 0.292 0 . 0 0 0 0.583 0.333 1.558 31.17
S121 E28 9.25 4.50 4.00 0.25 0 . 0 0 0.50 0.450 0.667 0.042 0 . 0 0 0 0.167 1.325 26.50
S 1 2 2 E29 7.00 0 . 0 0 5.50 0.50 0 . 0 0 1 . 0 0 0 . 0 0 0 0.917 0.083 0 . 0 0 0 0.333 1.333 26.67
S123 C27 1 2 . 0 0 4.25 5.25 0.50 0 . 0 0 2 . 0 0 0.425 0.875 0.083 0 . 0 0 0 0.667 2.050 41.00
S124 C28 16.75 8 . 0 0 5.75 0 . 0 0 0 . 0 0 3.00 0.800 0.958 0 . 0 0 0 0 . 0 0 0 1 . 0 0 0 2.758 55.17
he mean values 15.56 6.61 4.70 1.29 1 . 2 2 1.75 0.661 0.784 0.215 0.407 0.583 2.651 53.01
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Appendix L.2 The GS students’ Achievement Degree Table (ADT) 
across each concept
Students ADT(Sk,Ci)
N=124
The
group Î
TJ
1 1 i 1 j
8g 1 1 ÎÈ 1
I
1
SI El 0.946 0.930 0.925 0.925 0.947 0.894 0.944 0.894 0.956 0.937 0.845 0.917
S2 0 . 0 0 0 0.164 0 . 0 0 0 0 . 0 0 0 0 . 0 0 0 0.547 0 . 0 0 0 0.462 0 . 0 0 0 0 . 0 0 0 0.481 0.167
S3 0.395 0.487 0.775 0.775 0.376 0.681 0.427 0.336 0.215 0.558 0.292 0.083
S4 0.953 0.952 0.875 0.875 0.957 0.953 0.946 0.579 0.990 0.920 0.273 0 . 0 0 0
S5 0.767 0.774 0.725 0.725 0.769 0.793 0.763 0.827 0.786 0.749 0.803 0.854
S6 E2 0.650 0.724 0.900 0.900 0.638 0.884 0.671 0.822 0.532 0.757 0.905 0.875
S7 E3 0.497 0.586 0.700 0.700 0.487 0.783 0.514 0.550 0.401 0.584 0.591 0.250
S8 Cl 0.499 0.574 0.775 0.775 0.485 0.733 0.523 0.678 0.368 0.617 0.678 0.833
S9 0.378 0.533 0.800 0.800 0.358 0.873 0.414 0.429 0.178 0.559 0.280 0.063
SIO 0.633 0.716 0.925 0.925 0.619 0.894 0.658 0.604 0.495 0.758 0.633 0.312
S l l 0.927 0.911 0.875 0.875 0.930 0.875 0.923 0.917 0.952 0.905 0.905 0.958
S12 0.353 0.473 0.525 0.525 0.345 0.744 0.368 0.759 0.272 0.427 0.814 0.854
S13 C2 0.782 0.848 0.975 0.975 0.773 0.991 0.799 0.901 0.691 0.865 0.879 0.917
S14 0.402 0.509 0.725 0.725 0.386 0.741 0.430 0.700 0.249 0.541 0.780 0.854
S15 0.849 0.849 0.875 0.875 0.848 0.849 0.851 0.576 0.837 0.860 0.470 0.167
S16 C3 0.301 0.414 0.525 0.525 0.290 0 . 6 6 6 0.320 0.693 0.195 0.397 0.780 0.854
S17 E4 0.825 0.850 0.950 0.950 0.819 0.903 0.836 0.814 0.766 0.879 0.724 0.833
S18 0.260 0.430 0.625 0.625 0.243 0.807 0.292 0.673 0.088 0.417 0.735 0.667
S19 E5 0.258 0.388 0.550 0.550 0.244 0.675 0.283 0.376 0 . 1 2 0 0.383 0.326 0.083
S20 0.319 0.491 0.850 0.850 0.293 0 . 8 6 6 0.364 0.719 0.067 0.547 0.814 0.854
S21 0.279 0.402 0.675 0.675 0.260 0.670 0.313 0.474 0.092 0.449 0.485 0.458
S22 0.458 0.574 0.875 0.875 0.438 0.823 0.494 0.483 0.261 0.637 0.489 0.229
S23 C4 0.333 0.496 0.750 0.750 0.313 0.854 0.369 0.773 0.136 0.512 0.856 0.917
S24 C5 0.769 0.793 0.800 0.800 0.767 0.847 0.771 0.604 0.754 0.782 0.511 0.229
S25 C6 0.544 0.634 0.825 0.825 0.530 0.830 0.568 0.784 0.411 0.664 0.833 0.917
S26 0.328 0.493 0.875 0.875 0.301 0.849 0.375 0.491 0.069 0.563 0.591 0.250
S27 0.514 0.618 0.675 0.675 0.506 0.852 0.527 0.539 0.437 0.583 0.443 0.125
S28 E6 0.281 0.437 0.750 0.750 0.258 0.776 0.321 0.474 0.059 0.482 0.580 0.250
S29 0.816 0.849 0.925 0.925 0.810 0.920 0.825 0.902 0.764 0.863 0.947 0.937
S30 0.393 0.515 0.700 0.700 0.378 0.783 0.419 0 . 6 8 8 0.247 0.525 0.742 0.729
S31 0.397 0.537 0.850 0.850 0.375 0.840 0.436 0.721 0:182 0.591 0.833 0.833
S32 C7 0.343 0.490 0.775 0.775 0.322 0.811 0.380 0.738 0.138 0.528 0.833 0.917
S33 0.965 0.957 0.975 0.975 0.964 0.939 0.965 0.912 0.960 0.969 0.856 0.917
S34 0.343 0.459 0.775 0.775 0.322 0.707 0.380 0.575 0.138 0.528 0.545 0.750
S35 C8 0.536 0.651 0.875 0.875 0.520 0.901 0.565 0.672 0.376 0.682 0.674 0.542
S36 0.615 0.712 0.875 0.875 0.602 0.927 0.637 0.897 0.491 0.726 0.989 1 . 0 0 0
S37 E7 0.317 0.480 0.775 0.775 0.294 0.837 0.356 0.632 0 . 1 0 0 0.513 0.633 0.646
S3 8 0.393 0.530 0.700 0.700 0.378 0.835 0.419 0.512 0.247 0.525 0.493 0.167
S39 0.361 0.501 0.825 0.825 0.339 0.804 0.401 0.721 0.142 0.560 0.822 0.917
S40 0.440 0.555 0.825 0.825 0.421 0.804 0.473 0.600 0.257 0.605 0.580 0.583
S41 0.733 0.757 0.775 0.775 0.731 0.811 0.737 0.744 0.714 0.751 0.591 0.750
S42 C9 0.298 0.461 0.725 0.725 0.277 0.819 0.335 0.515 0.096 0.481 0.602 0.250
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S43 E8 0.468 0.560 0.900 0.900 0.447 0.754 0.505 0.454 0.263 0.653 0.545 0.250
S44 E9 0.338 0.456 0.900 0.900 0.310 0.702 0.386 0.480 0.071 0.579 0.462 0.625
S45 CIO 0.395 0.494 0.775 0.775 0.376 0.707 0.427 0.611 0.215 0.558 0.697 0.729
S46 0.633 0.638 0.925 0.925 0.619 0.633 0.658 0.406 0.495 0.758 0.489 0.250
S47 0.461 0.558 0.675 0.675 0.451 0.774 0.480 0.684 0.360 0.553 0.712 0.667
S48 0.341 0.456 0.700 0.700 0.323 0.705 0.371 0.411 0.170 0.495 0.436 0.167
S49 0.350 0.489 0.725 0.725 0.332 0.793 0.382 0.464 0.172 0.511 0.470 0.167
S50 C ll 0.383 0.505 0.675 0.675 0.369 0.774 0.408 0.758 0.245 0.508 0.833 0.917
S51 C12 0.333 0.473 0.750 0.750 0.313 0.776 0.369 0.697 0.136 0.512 0.792 0.854
S52 C13 0.520 0.604 0.900 0.900 0.501 0.780 0.552 0.625 0.340 0.683 0.678 0.667
S53 0.423 0.562 0.850 0.850 0.402 0 . 8 6 6 0.460 0.746 0 . 2 2 1 0.606 0.875 0.812
S54 0.326 0.505 0.800 0.800 0.303 0.899 0.367 0.784 0 . 1 0 2 0.529 0.928 0.875
S55 ElO 0.613 0.670 0.800 0.800 0.603 0.795 0.629 0.787 0.524 0.693 0.822 0.917
S56 0.438 0.489 0.750 0.750 0.422 0.594 0.464 0.554 0.289 0.572 0.591 0.771
S57 0.313 0.434 0.625 0.625 0.297 0.703 0.339 0.429 0.164 0.447 0.447 0.167
S58 E ll 0.434 0.552 0.950 0.950 0.409 0.799 0.479 0.411 0.190 0.656 0.436 0.167
S59 0.318 0.430 0.500 0.500 0.309 0.682 0.333 0.413 0.231 0.396 0.337 0.083
S60 0.513 0.613 0.950 0.950 0.491 0.825 0.550 0.636 0.305 0.700 0.629 0.708
S61 0.159 0.281 0.425 0.425 0.146 0.550 0.182 0.310 0.034 0.273 0.292 0.083
S62 0.378 0.502 0.800 0.800 0.358 0.769 0.414 0.710 0.178 0.559 0.811 0.917
S63 0.713 0.735 0.650 0.650 0.716 0.791 0.707 0.791 0.742 0 . 6 8 6 0.754 0.729
S64 0.624 0.714 0.900 0.900 0.610 0.910 0.648 0.809 0.493 0.742 0.795 0.875
S65 C14 0.256 0.400 0.475 0.475 0.246 0.725 0.275 0.762 0.153 0.350 0.845 0.917
S6 6 0.256 0.377 0.475 0.475 0.246 0.647 0.275 0.663 0.153 0.350 0.750 0.792
S67 E12 0.464 0.554 0.750 0.750 0.450 0.750 0.488 0.385 0.328 0.586 0.235 0.063
S6 8 0.320 0.449 0.575 0.575 0.307 0.736 0.342 0.447 0.199 0.429 0.409 0.125
S69 0.150 0.271 0.400 0.400 0.138 0.541 0.171 0.333 0.032 0.257 0.352 0.125
S70 0.291 0.478 0.775 0.775 0.267 0.890 0.332 0.497 0.061 0.498 0.504 0.167
S71 0.270 0.401 0.650 0.650 0.251 0 . 6 8 6 0.302 0.656 0.090 0.433 0.769 0.854
S72 0.223 0.353 0.525 0.525 0.208 0.640 0.249 0.539 0.080 0.352 0.496 0.625
S73 0.520 0.612 0.900 0.900 0.501 0.806 0.552 0.713 0.340 0.683 0.841 0.812
S74 0.605 0.695 0.850 0.850 0.593 0.892 0.626 0.599 0.489 0.710 0.614 0.250
S75 C15 0.355 0.476 0.600 0.600 0.343 0.746 0.376 0.594 0.239 0.460 0.561 0.521
S76 0 . 2 0 0 0.342 0.325 0.325 0.194 0.669 0 . 2 1 1 0.622 0.141 0.254 0.602 0.583
S77 E13 0.331 0.454 0.675 0.675 0.314 0.722 0.361 0.382 0.168 0.479 0.326 0.083
S78 E14 0.573 0.652 0.625 0.625 0.570 0.833 0.577 0.653 0.548 0.595 0.655 0.312
S79 0.225 0.340 0.600 0.600 0.207 0.590 0.257 0.292 0.047 0.386 0.280 0.083
S80 0.286 0.339 0.625 0.625 0.270 0.443 0.315 0.154 0.126 0.432 0.091 0 . 0 0 0
S81 0.169 0.329 0.450 0.450 0.155 0.689 0.193 0.374 0.036 0.289 0.288 0.042
S82 0.361 0.517 0.825 0.825 0.339 0.856 0.401 0.475 0.142 0.560 0.481 0.167
S83 E15 0.374 0.495 0.650 0.650 0.360 0.765 0.398 0.711 0.243 0.492 0.773 0.792
S84 C16 0.322 0.468 0.650 0.650 0.306 0.791 0.350 0.482 0.166 0.463 0.481 0.167
S85 C17 0.197 0.366 0.525 0.525 0.181 0.744 0.225 0.462 0.041 0.338 0.481 0.167
S8 6 0.174 0.293 0.325 0.325 0.167 0.564 0.187 0.592 0 . 1 0 2 0.239 0.739 0.625
S87 0.094 0.237 0.250 0.250 0.086 0.562 0.107 0.363 0 . 0 2 0 0.161 0.326 0.083
S8 8 E16 0.315 0.469 0.700 0.700 0.296 0.809 0.348 0.475 0.132 0.480 0.481 0.167
S89 C18 0.291 0.462 0.775 0.775 0.267 0.837 0.332 0.415 0.061 0.498 0.360 0.083
S90 E17 0.266 0.386 0.500 0.500 0.254 0.656 0.286 0.429 0.155 0.366 0.447 0.167
S91 0.359 0.522 0.750 0.750 0.340 0.880 0.393 0.610 0.174 0.527 0 . 6 8 6 0.375
S92 0.108 0.187 0.150 0.150 0.106 0.369 0 . 1 1 2 0.224 0.089 0.126 0.136 0 . 0 0 0
S93 E18 0.166 0.257 0.025 0.025 0.172 0.478 0.154 0.566 0.232 0.105 0.599 0.479
S94 E19 0.270 0.401 0.650 0.650 0.251 0 . 6 8 6 0.302 0.398 0.090 0.433 0.436 0.167
S95 C19 0.247 0.367 0.450 0.450 0.237 0.637 0.264 0.429 0.151 0.334 0.447 0.167
S96 C20 0.454 0.497 0.725 0.725 0.441 0.584 0.477 0.537 0.326 0.570 0.621 0.667
S97 0.341 0.471 0.700 0.700 0.323 0.757 0.371 0.493 0.170 0.495 0.580 0.250
S98 0.230 0.336 0.475 0.475 0.218 0.569 0.251 0.604 0.114 0.335 0.716 0.792
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S99 0.284 0.445 0.550 0.550 0.271 0.805 0.307 0.704 0.159 0.398 0.807 0.625
SlOO E20 0.181 0.198 0.275 0.275 0.177 0.233 0.189 0.131 0.137 0 . 2 2 1 0.117 0.042
SlOl E21 0 . 2 2 1 0.342 0.450 0.450 0 . 2 1 0 0.611 0.240 0.639 0 . 1 1 2 0.319 0.739 0.792
S 1 0 2 C21 0.244 0.422 0.650 0.650 0.224 0.817 0.279 0.456 0.051 0.418 0.402 0.146
S103 0.256 0.400 0.475 0.475 0.246 0.725 0.275 0.482 0.153 0.350 0.481 0.167
S104 0.301 0.445 0.525 0.525 0.290 0.770 0.320 0.670 0.195 0.397 0.705 0.604
S105 0.193 0.305 0.375 0.375 0.184 0.557 0.208 0.341 0.106 0.271 0.303 0.083
S106 0.150 0.294 0.400 0.400 0.138 0.619 0.171 0.339 0.032 0.257 0.265 0.042
S107 C22 0.155 0.251 0.275 0.275 0.149 0.468 0.165 0.259 0.098 0.207 0.159 0 . 0 0 0
S108 0.131 0.213 0.350 0.350 0 . 1 2 1 0.392 0.150 0.175 0.028 0.225 0.114 0 . 0 0 0
S109 C23 0.341 0.471 0.700 0.700 0.323 0.757 0.371 0.447 0.170 0.495 0.458 0.167
SllO 0.388 0.527 0.825 0.825 0.366 0.830 0.425 0.628 0.180 0.575 0.742 0.562
S i l l E22 0.404 0.559 0.800 0.800 0.385 0.899 0.438 0.827 0.217 0.574 0.958 0.937
S112 C24 0.329 0.404 0.600 0.600 0.316 0.564 0.352 0.254 0 . 2 0 1 0.445 0.148 0 . 0 0 0
S113 E23 0.326 0.505 0.800 0.800 0.303 0.899 0.367 0.550 0 . 1 0 2 0.529 0.625 0.250
S114 E24 0.131 0.205 0.350 0.350 0 . 1 2 1 0.366 0.150 0.205 0.028 0.225 0.224 0.083
S115 0.376 0.530 0.725 0.725 0.359 0.871 0.406 0.687 0 . 2 1 1 0.526 0.716 0.604
S116 C25 0.299 0.411 0.450 0.450 0.292 0.663 0.312 0.460 0.227 0.364 0.458 0.167
S117 E25 0.459 0.524 0.600 0.600 0.453 0 . 6 6 8 0.471 0.451 0.393 0.520 0.436 0.167
S118 C26 0.300 0.487 0.800 0.800 0.276 0.899 0.343 0.708 0.063 0.514 0.837 0.687
S119 E26 0.084 0.204 0.225 0.225 0.078 0.475 0.096 0.263 0.018 0.145 0.171 0 . 0 0 0
S120 E27 0.131 0.189 0.350 0.350 0 . 1 2 1 0.314 0.150 0.333 0.028 0.225 0.413 0.521
S121 E28 0.195 0.316 0.450 0.450 0.182 0.585 0.217 0.311 0.074 0.304 0.243 0.042
S 1 2 2 E29 0.052 0.207 0 . 0 0 0 0 . 0 0 0 0.055 0.573 0.048 0.446 0.077 0.030 0.371 0.083
S123 C27 0 . 2 1 1 0.363 0.425 0.425 0 . 2 0 1 0.706 0.230 0.475 0 . 1 1 0 0.303 0.481 0.167
S124 C28 0.300 0.487 0.800 0.800 0.276 0.899 0.343 0.544 0.063 0.514 0.625 0.250
The mean value 0.382 0.493 0.661 0.661 0.369 0.738 0.406 0.560 0.250 0.502 0.574 0.451
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Appendix M l  The ES groups’ normalized Answer Grade Table 
(AGT) of the pre test and post-test
1
<
0
1
Pre-test Post-test
The
group AGT (Sk, Q„) 11 r" AGT(Sk,Qn)
1
1 r
h-l
Exp Ql Q2 Q3 Q4 Q5 5 1 0 0 Ql Q2 Q3 Q4 Q5 5 1 0 0
High El 0.925 0.875 0.958 1.000 0.667 4.425 88.50 1.000 0.750 1.000 1.000 1.000 4.750 95.00
E2 0.900 0.875 0.500 0.833 1.000 4.108 82.17 0.950 0.875 0.750 1.000 1.000 4.575 91.50
E3 0.700 0.833 0.375 0.000 1.000 2.908 58.17 0.850 0.833 0.542 1.000 0.667 3.892 77.83
E4 0.950 0.875 0.750 1.000 0.333 3.908 78.17 0.900 0.917 0.625 1.000 0.667 4.108 82.17
E5 0.550 0.750 0.083 0.000 0.333 1.717 34.33 0.675 0.875 0.083 1.000 0.333 2.967 59.33
E6 0.750 0.792 0.000 0.000 1.000 2.542 50.83 0.725 0.750 0.625 0.750 1.000 3.850 77.00
E7 0.775 0.875 0.042 0.750 0.333 2.775 55.50 0.875 0.750 0.333 1.000 0.833 3.792 75.83
E8 0.900 0.667 0.208 0.000 1.000 2.775 55.50 0.825 0.750 0.417 1.000 1.000 3.992 79.83
E9 0.900 0.583 0.000 0.833 0.000 2.317 46.33 0.575 0.667 0.125 0.667 0.000 2.033 40.67
ElO 0.800 0.792 0.500 1.000 0.667 3.758 75.17 0.800 0.917 0.333 1.000 0.667 3.717 74.33
E ll 0.950 0.708 0.125 0.000 0.667 2.450 49.00 0.875 0.833 0.208 0.917 0.500 3.333 66.67
E12 0.750 0.750 0.292 0.083 0.000 1.875 37.50 0.800 0.792 0.125 0.750 0.333 2.800 56.00
E13 0.675 0.750 0.125 0.000 0.333 1.883 37.67 0.725 0.792 0.083 1.000 0.167 2.767 55.33
E14 0.625 0.958 0.542 0.083 1.000 3.208 64.17 0.750 0.958 0.417 1.000 1.000 4.125 82.50
The mean value 0.796 0.792 0.321 0.399 0.595 2.90 58.07 0.809 0.819 0.405 0.935 0.655 3.62 72.43
Low E15 0.650 0.833 0.208 0.833 0.667 3.192 63.83 0.800 0.792 0.250 1.000 0.500 3.342 66.83
E16 0.700 0.875 0.083 0.000 0.667 2.325 46.50 0.625 0.792 0.125 1.000 1.000 3.542 70.83
E17 0.500 0.750 0.125 0.000 0.667 2.042 40.83 0.625 0.833 0.208 1.000 0.500 3.167 63.33
E18 0.025 0.750 0.250 0.417 0.667 2.108 42.17 0.450 0.750 0.333 1.000 0.667 3.200 64.00
E19 0.650 0.708 0.042 0.000 0.667 2.067 41.33 0.625 0.667 0.167 0.000 0.667 2.125 42.50
E20 0.275 0.208 0.125 0.000 0.167 0.775 15.50 0.175 0.500 0.083 0.000 0.000 0.758 15.17
E21 0.450 0.708 0.083 0.833 0.667 2.742 54.83 0.425 0.792 0.083 0.750 0.333 2.383 47.67
E22 0.800 0.958 0.167 0.917 1.000 3.842 76.83 0.275 0.708 0.125 1.000 1.000 3.108 62.17
E23 0.800 0.958 0.042 0.000 1.000 2.800 56.00 0.450 0.750 0.000 0.750 1.000 2.950 59.00
E24 0.350 0.375 0.000 0.000 0.333 1.058 21.17 0.525 0.792 0.000 0.417 0.667 2.400 48.00
E25 0.600 0.708 0.375 0.000 0.667 2.350 47.00 0.575 0.875 0.542 0.667 0.833 3.492 69.83
E26 0.225 0.625 0.000 0.000 0.000 0.850 17.00 0.350 0.792 0.042 0.000 0.500 1.683 33.67
E27 0.350 0.292 0.000 0.583 0.333 1.558 31.17 0.375 0.750 0.000 1.000 0.333 2.458 49.17
E28 0.450 0.667 0.042 0.000 0.167 1.325 26.50 0.325 0.625 0.042 0.000 0.333 1.325 26.50
E29 0.000 0.917 0.083 0.000 0.333 1.333 26.67 0.625 0.958 0.000 0.000 0.500 2.083 41.67
The mean value 0.455 0.689 0.108 0.239 0.533 2.02 40.49 0.482 0.758 0.133 0.572 0.589 2.53 50.69
The mean value 
for both levels 0.620 0.738 0.211 0.316 0.563 2.449 48.98 0.640 0.787 0.264 0.747 0.621 3.059 61.18
Con Ql Q2 Q3 Q4 Q5 5 1 0 0 Ql Q2 Q3 Q4 Q5 5 1 0 0
High Cl 0.775 0.708 0.333 1.000 0.333 3.150 63.00 0.875 0.750 0.667 1.000 1.000 4.292 85.83
C2 0.975 1.000 0.667 1.000 0.667 4.308 86.17 0.950 0.917 0.792 1.000 1.000 4.658 93.17
C3 0.525 0.750 0.167 0.917 0.667 3.025 60.50 0.750 0.875 0.208 1.000 1.000 3.833 76.67
C4 0.750 0.917 0.083 1.000 0.667 3.417 68.33 0.850 0.833 0.167 1.000 1.000 3.850 77.00
C5 0.800 0.875 0.750 0.083 0.667 3.175 63.50 0.825 0.875 0.792 1.000 0.667 4.158 83.17
C6 0.825 0.833 0.375 1.000 0.667 3.700 74.00 0.775 0.917 0.500 1.000 0.833 4.025 80.50
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C l 0.775 0.833 0.083 1.000 0.667 3.358 67.17 0.825 0.833 0.167 1.000 0.500 3.325 66.50
C8 0.875 0.917 0.333 0.500 0.667 3.292 65.83 0.825 0.875 0.375 0.917 0.333 3.325 66.50
C9 0.725 0.875 0.042 0.000 1.000 2.642 52.83 0.700 0.667 0.250 0.917 0.833 3.367 67.33
CIO 0.775 0.667 0.167 0.750 0.667 3.025 60.50 0.725 0.708 0.542 1.000 0.833 3.808 76.17
C ll 0.675 0.833 0.208 1.000 0.667 3.383 67.67 0.850 0.917 0.208 1.000 1.000 3.975 79.50
C12 0.750 0.792 0.083 0.917 0.667 3.208 64.17 0.775 0.875 0.167 1.000 0.667 3.483 69.67
CIS 0.900 0.708 0.292 0.667 0.667 3.233 64.67 0.850 0.667 0.167 0.583 0.833 3.100 62.00
C14 0.475 0.875 0.125 1.000 0.667 3.142 62.83 0.675 0.792 0.083 1.000 0.500 3.050 61.00
C15 0.575 0.833 0.167 0.000 0.500 2.558 51.17 0.700 0.917 0.333 0.000 1.000 2.550 51.00
The mean value 0.745 0.828 0.258 0.722 0.656 3.241 64.82 0.797 0.828 0.361 0.894 0.800 3.653 73.07
Low C16 0.650 0.875 0.125 0.000 0.667 2.317 46.33 0.550 0.833 0.000 0.000 0.667 2.050 41.00
C17 0.525 0.875 0.000 0.000 0.667 2.067 41.33 0.500 0.875 0.000 1.000 1.000 3.375 67.50
CIS 0.775 0.875 0.000 0.000 0.333 1.983 39.67 0.750 0.792 0.000 0.000 0.667 2.208 44.17
C19 0.475 0.875 0.125 0.000 0.667 1.992 39.83 0.450 0.583 0.083 0.417 0.667 2.225 44.50
C20 0.725 0.500 0.292 0.667 0.667 2.850 57.00 0.575 0.792 0.208 0.750 0.500 2.825 56.50
C21 0.525 0.917 0.167 0.583 0.667 1.983 39.67 0.625 0.708 0.250 0.833 1.000 1.692 33.83
C22 0.275 0.583 0.083 0.000 0.000 0.942 18.83 0.375 0.583 0.083 0.833 0.333 2.208 44.17
C23 0.700 0.792 0.125 0.000 0.667 2.283 45.67 0.600 0.917 0.208 1.000 1.000 3.725 74.50
C24 0.600 0.542 0.167 0.000 0.000 1.308 26.17 0.600 0.583 0.125 0.000 0.667 1.975 39.50
C25 0.450 0.792 0.208 0.000 0.667 2.117 42.33 0.600 0.667 0.125 1.000 0.667 3.058 61.17
C26 0.800 0.958 0.000 0.583 1.000 3.342 66.83 0.575 0.917 0.000 1.000 1.000 3.492 69.83
C27 0.425 0.875 0.083 0.000 0.667 2.050 41.00 0.350 0.917 0.083 0.083 1.000 2.433 48.67
C28 0.800 0.958 0.000 0.000 1.000 2.758 55.17 0.100 0.792 0.000 0.000 1.000 1.892 37.83
The mean value 0.594 0.801 0.106 0.141 0.590 2.153 43.06 0.512 0.766 0.090 0.532 0.782 2.551 51.01
The mean value 
for both levels 0.675 0.815 0.188 0.452 0.625 2.736 54.72 0.664 0.799 0.235 0.726 0.792 3.141 62.83
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Appendix M.2 The ES groups’ normalized gain Answer Grade 
Table (AGT)
Level O f Ability The group
Gain
AGT(Sk,Qn) Total Gain Grade Total Gain Grade in %
Exp Ql Q2 Q3 Q4 Q5 5 1 0 0
High El 0.08 -0.13 0.04 0 . 0 0 0.33 0.33 6.50
E2 0.05 0 . 0 0 0.25 0.17 0 . 0 0 0.47 9.33
E3 0.15 0 . 0 0 0.17 1 . 0 0 -0.33 0.98 19.67
E4 -0.05 0.04 -0.13 0 . 0 0 0.33 0 . 2 0 4.00
E5 0.13 0.13 0 . 0 0 1 . 0 0 0 . 0 0 1.25 25.00
E6 -0.03 -0.04 0.63 0.75 0 . 0 0 1.31 26.17
E7 0 . 1 0 -0.13 0.29 0.25 0.50 1 . 0 2 20.33
E8 -0.08 0.08 0 . 2 1 1 . 0 0 0 . 0 0 1 . 2 2 24.33
E9 -0.33 0.08 0.13 -0.17 0 . 0 0 -0.28 -5.67
ElO 0 . 0 0 0.13 -0.17 0 . 0 0 0 . 0 0 -0.04 -0.83
E ll -0.08 0.13 0.08 0.92 -0.17 0 . 8 8 17.67
E12 0.05 0.04 -0.17 0.67 0.33 0.93 18.50
E13 0.05 0.04 -0.04 1 . 0 0 -0.17 0 . 8 8 17.67
E14 0.13 0 . 0 0 -0.13 0.92 0 . 0 0 0.92 18.33
The mean value 0 . 0 1 0.03 0.08 0.54 0.06 0.72 14.36
Low E15 0.15 -0.04 0.04 0.17 -0.17 0.15 3.00
E16 -0.08 -0.08 0.04 1 . 0 0 0.33 1 . 2 2 24.33
E17 0.13 0.08 0.08 1 . 0 0 -0.17 1.13 22.50
E18 0.43 0 . 0 0 0.08 0.58 0 . 0 0 1.09 21.83
E19 -0.03 -0.04 0.13 0 . 0 0 0 . 0 0 0.06 1.17
E20 -0 . 1 0 0.29 -0.04 0 . 0 0 -0.17 -0 . 0 2 -0.33
E21 -0.03 0.08 0 . 0 0 -0.08 -0.33 -0.36 -7.17
E22 -0.53 -0.25 -0.04 0.08 0 . 0 0 -0.73 -14.67
E23 -0.35 -0 . 2 1 -0.04 0.75 0 . 0 0 0.15 3.00
E24 0.18 0.42 0 . 0 0 0.42 0.33 1.34 26.83
E25 -0.03 0.17 0.17 0.67 0.17 1.14 22.83
E26 0.13 0.17 0.04 0 . 0 0 0.50 0.83 16.67
E27 0.03 0.46 0 . 0 0 0.42 0 . 0 0 0.90 18.00
E28 -0.13 -0.04 0 . 0 0 0 . 0 0 0.17 0 . 0 0 0 . 0 0
E29 0.63 0.04 -0.08 0 . 0 0 0.17 0.75 15.00
The mean value 0.03 0.07 0.03 0.33 0.06 0.51 1 0 . 2 0
The mean value for both levels 0 . 0 2 0.05 0.05 0.43 0.06 0.61 1 2 . 2 1
Con Ql Q2 Q3 Q4 Q5 5 1 0 0
High Cl 0 . 1 0 0.04 0.33 0 . 0 0 0.67 1.14 22.83
C2 -0.03 -0.08 0.13 0 . 0 0 0.33 0.35 7.00
C3 0.23 0.13 0.04 0.08 0.33 0.81 16.17
C4 0 . 1 0 -0.08 0.08 0 . 0 0 0.33 0.43 8.67
C5 0 . 0 2 0 . 0 0 0.04 0.92 0 . 0 0 0.98 19.67
C6 -0.05 0.08 0.13 0 . 0 0 0.17 0.33 6.50
C7 0.05 0 . 0 0 0.08 0 . 0 0 -0.17 -0.03 -0.67
C8 -0.05 -0.04 0.04 0.42 -0.33 0.03 0.67
C9 -0.03 -0 . 2 1 0 . 2 1 0.92 -0.17 0.73 14.50
CIO -0.05 0.04 0.38 0.25 0.17 0.78 15.67
C ll 0.18 0.08 0 . 0 0 0 . 0 0 0.33 0.59 11.83
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C12 0.03 0.08 0.08 0.08 0 . 0 0 0.28 5.50
C13 -0.05 -0.04 -0.13 -0.08 0.17 -0.13 -2.67
C14 0 . 2 0 -0.08 -0.04 0 . 0 0 -0.17 -0.09 -1.83
C15 0.08 -0.04 0.38 -0.58 0.17 -0 . 0 1 -0.17
The mean value 0.05 -0 . 0 1 0 . 1 2 0.13 0 . 1 2 0.41 8.24
Low C16 -0 . 1 0 -0.04 -0.13 0 . 0 0 0 . 0 0 -0.27 -5.33
C17 -0.03 0 . 0 0 0 . 0 0 1 . 0 0 0.33 1.31 26.17
CIS -0.03 -0.08 0 . 0 0 0 . 0 0 0.33 0.23 4.50
C19 0.03 0.04 -0.08 0.42 -0.17 0.23 4.67
C20 -0.15 0.29 -0.08 0.08 -0.17 -0.03 -0.50
C21 -0.13 -0.08 0 . 0 0 -0.08 0 . 0 0 -0.29 -5.83
C22 0 . 1 0 0 . 0 0 0 . 0 0 0.83 0.33 1.27 25.33
C23 -0 . 1 0 0.13 0.08 1 . 0 0 0.33 1.44 28.83
C24 0 . 0 0 0.04 -0.04 0 . 0 0 0.67 0.67 13.33
C25 0.15 -0.13 -0.08 1 . 0 0 0 . 0 0 0.94 18.83
C26 -0.23 -0.04 0 . 0 0 0.42 0 . 0 0 0.15 3.00
C27 -0.08 0.04 0 . 0 0 0.08 0.33 0.38 7.67
C28 -0.70 -0.17 0 . 0 0 0 . 0 0 0 . 0 0 -0.87 -17.33
The mean value -0 . 1 0 0 . 0 0 -0.03 0.37 0.15 0.40 7.95
The mean value for both levels -0 . 0 2 0 . 0 0 0.05 0.24 0.14 0.41 8 . 1 1
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Appendix M.3 The ES groups’ normalized gain Achievement Degree 
Table (ADT)
Groups GainADT(Sk,Q)
1
0
1
1
a
1 ! 1 1
i
1 1
o(U
g 1 1 1 1 I1
High El 0.054 0.023 0.075 0.075 0.053 -0.050 0.056 0.001 0.044 0.063 0.087 0.083
E2 0.175 0.126 0.050 0.050 0.181 0.019 0.164 0.086 0.234 0.121 0.061 0.125
E3 0.160 0.129 0.150 0.150 0.161 0.056 0.160 0.260 0.165 0.156 0.242 0.667
E4 -0.097 -0.065 -0.050 -0.050 -0.099 0.007 -0.093 0.045 -0.119 -0.077 0.133 0.083
E5 0.047 0.072 0.125 0.125 0.043 0.125 0.054 0.333 0.010 0.080 0.398 0.750
E6 0.381 0.250 -0.025 -0.025 0.401 -0.035 0.346 0.292 0.574 0.207 0.261 0.563
E7 0.220 0.140 0.100 0.100 0.226 -0.041 0.210 0.134 0.277 0.168 0.239 0.312
E8 0.102 0.076 -0.075 -0.075 0.111 0.024 0.087 0.349 0.186 0.026 0.386 0.750
E9 -0.044 -0.056 -0.325 -0.325 -0.030 -0.070 -0.068 0.008 0.089 -0.164 -0.038 -0.125
ElO -0.104 -0.048 0.000 0.000 -0.109 0.078 -0.095 0.026 -0.154 -0.059 0.034 0.000
E ll 0.024 0.030 -0.075 -0.075 0.029 0.050 0.015 0.300 0.071 -0.018 0.307 0.646
E12 -0.085 -0.044 0.050 0.050 -0.092 0.045 -0.074 0.225 -0.150 -0.027 0.375 0.583
E13 -0.007 0.009 0.050 0.050 -0.010 0.045 -0.002 0.268 -0.034 0.017 0.314 0.709
E14 -0.031 -0.005 0.125 0.125 -0.039 0.047 -0.018 0.238 -0.105 0.036 0.333 0.688
The mean value 0.057 0.046 0.013 0.013 0.059 0.021 0.053 0.183 0.078 0.038 0.224 0.417
Low E15 0.082 0.068 0.150 0.150 0.079 0.030 0.088 0.012 0.050 0.111 -0.011 0.083
E16 -0.002 -0.027 -0.075 -0.075 0.001 -0.080 -0.008 0.299 0.032 -0.033 0.462 0.833
E17 0.099 0.099 0.125 0.125 0.098 0.099 0.101 0.306 0.087 0.110 0.326 0.709
E18 0.211 0.199 0.425 0.425 0.201 0.159 0.230 0.177 0.110 0.303 0.212 0.438
E19 0.069 0.036 -0.025 -0.025 0.073 -0.035 0.061 0.002 0.113 0.029 -0.011 0.000
E20 -0.064 -0.002 -0.100 -0.100 -0.062 0.145 -0.067 0.093 -0.046 -0.079 0.019 -0.042
E21 -0.009 0.006 -0.025 -0.025 -0.009 0.043 -0.011 -0.035 -0.002 -0.016 -0.129 -0.146
E22 -0.223 -0.267 -0.525 -0.525 -0.208 -0.353 -0.249 -0.088 -0.080 -0.352 -0.038 0.063
E23 -0.157 -0.192 -0.350 -0.350 -0.148 -0.261 -0.174 0.116 -0.066 -0.240 0.216 0.563
E24 0.066 0.145 0.175 0.175 0.060 0.326 0.075 0.339 0.014 0.113 0.386 0.396
E25 0.095 0.093 -0.025 -0.025 0.101 0.095 0.085 0.307 0.152 0.043 0.348 0.542
E26 0.073 0.097 0.125 0.125 0.070 0.151 0.077 0.147 0.048 0.095 0.227 0.125
E27 0.009 0.095 0.025 0.025 0.009 0.296 0.011 0.310 0.002 0.016 0.277 0.313
E28 -0.047 -0.056 -0.125 -0.125 -0.043 -0.073 -0.054 0.006 -0.010 -0.080 0.049 0.042
E29 0.182 0.213 0.625 0.625 0.161 0.261 0.220 0.028 -0.027 ■ 0.372 0.072 0.042
The mean value 0.026 0.034 0.027 0.027 0.026 0.054 0.026 0.135 0.025 0.026 0.160 0.264
The mean value 
for both levels
0.041 0.039 0.020 0.020 0.042 0.038 0.039 0.158 0.051 0.032 0.191 0.338
I t 1
U Î i 1 1
1
1
U
g
g 1 1
High Cl 0.246 0.189 0.100 0.100 0.253 0.064 0.233 0.164 0.315 0.183 0.254 0.167
C2 0.069 0.028 -0.025 -0.025 0.073 -0.061 0.061 0.031 0.113 0.029 0.098 0.083
C3 0.110 0.128 0.225 0.225 0.105 0.163 0.120 0.129 0.056 0.160 0.186 0.146
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C4 0.090 0.059 0.100 0.100 0.089 -0.015 0.090 0.025 0.085 0.094 0.098 0.083
C5 0.035 0.027 0.025 0.025 0.036 0.009 0.035 0.264 0.040 0.031 0.333 0.688
C6 0.059 0.050 -0.050 -0.050 0.065 0.033 0.050 0.078 0.111 0.012 0.083 0.042
C l 0.071 0.055 0.050 0.050 0.072 0.019 0.069 -0.010 0.081 0.062 -0.061 -0.042
C8 0.007 -0.009 -0.050 -0.050 0.010 -0.045 0.002 0.059 0.034 -0.017 0.019 0.229
C9 0.121 0.040 -0.025 -0.025 0.128 -0.140 0.108 0.179 0.190 0.058 0.216 0.646
CIO 0.216 0.149 -0.050 -0.050 0.229 0.007 0.193 0.170 0.341 0.102 0.163 0.229
C ll 0.066 0.083 0.175 0.175 0.060 0.118 0.075 0.082 0.014 0.113 0.144 0.083
C12 0.061 0.061 0.025 0.025 0.063 0.061 0.058 0.072 0.079 0.046 0.053 0.063
C13 -0.097 -0.081 -0.050 -0.050 -0.099 -0.045 -0.093 -0.037 -0.119 -0.077 0.019 -0.021
C14 0.049 0.044 0.200 0.200 0.042 0.023 0.062 -0.065 -0.023 0.114 -0.083 -0.042
C15 0.151 0.135 0.125 0.125 0.152 0.099 0.149 0.132 0.163 0.140 0.205 0.125
The mean value 0.084 0.064 0.052 0.052 0.085 0.019 0.081 0.085 0.099 0.070 0.115 0.165
Low C16 -0.116 -0.100 -0.100 -0.100 -0.116 -0.064 -0.114 -0.037 -0.123 -0.109 -0.011 0.000
C17 -0.009 -0.010 -0.025 -0.025 -0.009 -0.009 -0.011 0.328 -0.002 -0.016 0.485 0.833
C18 -0.009 -0.025 -0.025 -0.025 -0.009 -0.061 -0.011 0.012 -0.002 -0.016 0.098 0.083
C19 -0.035 -0.082 -0.025 -0.025 -0.036 -0.192 -0.035 -0.012 -0.040 -0.031 0.072 0.313
C20 -0.108 -0.039 -0.150 -0.150 -0.106 0.126 -0.112 0.110 -0.089 -0.126 0.049 0.021
C21 0.090 0.035 0.100 0.100 0.089 -0.093 0.090 0.042 0.085 0.094 0.155 0.271
C22 0.038 0.038 0.100 0.100 0.034 0.038 0.043 0.281 0.008 0.064 0.424 0.708
C23 0.015 0.021 -0.100 -0.100 0.020 0.041 0.005 0.393 0.069 -0.035 0.519 0.833
C24 -0.026 -0.010 0.000 0.000 -0.027 0.026 -0.024 0.104 -0.038 -0.015 0.254 0.167
C25 0.004 -0.001 0.150 0.150 -0.003 -0.022 0.017 0.215 -0.065 0.067 0.329 0.750
C26 -0.084 -0.094 -0.225 -0.225 -0.078 -0.110 -0.096 0.099 -0.018 -0.145 0.140 0.313
C27 -0.028 -0.021 -0.075 -0.075 -0.026 -0.002 -0.032 0.088 -0.006 -0.048 0.163 0.146
C28 -0.263 -0.301 -0.700 -0.700 -0.241 -0.367 -0.300 -0.070 -0.055 -0.450 -0.045 0.000
The mean value -0.041 -0.045 -0.083 -0.083 -0.039 -0.053 -0.045 0.119 -0.021 -0.059 0.202 0.341
The mean value 
for both levels
0.026 0.013 -0.011 -0.011 0.028 -0.014 0.023 0.101 0.043 0.010 0.156 0.247
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Appendix N.
The ES groups’ Attitudinal Change (AC) of each AQM, AQV, AQC’s 
statement
1
Attitudinal Change (AC) of
AQM AQV AQC
Exp 1 2 3 4 5 6 7 1 2 1 2 3 4 5 6 7 8 9 10 11 12
E l 1- 1- 0 0 0 0 0 1- 0 0 1- 0 1- 1 0 0 1 1 1- 0 2
E2 1- 0 0 0 0 0 0 0 1- 0 0 0 1 1 0 0 0 1 1- 0 0
E3 0 0 1- 0 1- 0 0 N N 0 1- 1- 1- 1- 1- 1- 1- 3 3- 1- 1-
E4 1- 1- 0 1 2 0 0 0 N 0 0 1- 0 1 0 1 2 1- 1- 1 1
E5 0 0 0 0 1- 0 0 N N 0 1 2 0 3 2 0 1 2 0 2 1
E6 1- 0 1 0 0 0 0 0 2 0 0 2 1 1 0 0 3 0 2 2 3
E7 0 0 0 0 0 0 0 1- 1- 0 0 2- 0 0 0 0 2 0 2 0 2
E8 0 0 1- 1 0 0 0 2 1 0 1 1 0 1 0 0 1 0 1 0 1
E9 1- 1- 2 2- 0 0 0 N N 0 1 1 2 2 3 2 1 1 1 1 1-
ElO 0 0 0 0 1- 0 0 N N 0 1 0 1 1 1 2 0 1 0 0 1-
E l l 0 1- 2- 0 0 0 0 0 2 0 0 0 0 0 0 1 2 0 0 0 2
E12 1 2 1- 0 0 0 0 N N 0 0 0 0 0 1 2 1- 1- 1- 1 2
E13 1- 1 0 0 0 0 0 1 0 0 1- 2 1 2 1 1 1- 0 1 2 1
E14 1- 0 0 1- 1- 0 0 0 1- 0 0 0 0 0 0 0 0 0 0 0 0
E15 0 0 1- 1 0 0 0 0 2 0 0 1- 0 2- 1- 1- 2 1- 2 2- 1
E16 1 1 1 0 0 4- 4- N N 0 1 0 2 0 0 0 0 3 2 0 1
E17 1- 1- 0 0 0 1 0 0 0 0 1 1 1 0 1 1 1 1 2 2 1
E18 1- 0 0 1- 0 0 0 0 0 0 0 0 1- 0 0 0 0 0 0 0 0
E19 0 0 0 1 2 0 0 1 2 1 1 0 1- 2 0 2- 2 1- 1 0 2
E20 0 0 0 1 0 0 0 0 0 0 0 0 2- 1- 0 3 0 0 1 0 0
E21 0 1- 0 0 2- 0 0 N N 0 1 1 2 0 1 2 2 2 1 2 0
E22 0 1 1 1 0 1 0 0 0 0 0 0 0 1- 1- 1 0 0 0 0 1
E23 0 1 0 1 0 0 0 1- N 0 1 1 2 2 M 2 3 1- 2 3 1
E24 1- 0 0 0 0 0 0 0 N 0 2 2 1 1 0 2 1 1 1 0 1-
E25 0 0 1 0 0 0 0 1 0 1 1 1 1 1 0 0 0 0 0 0 0
E26 1 1 0 0 1- 0 0 0 1 0 1 1 0 1- 1 1- 3 0 0 2 2
E27 1- 1 0 1- 0 0 0 0 2 1 0 2 0 0 1 0 0 1- 2- 0 0
E28 2 1 1 0 0 0 0 1- 1- 0 0 1 0 2 1 0 2 0 1 0 0
E29 1 1- 1 1 0 0 0 N N 0 0 0 2 1- 0 2 1 0 1 3 0
mean - 0.17 0.07 0.07 0.10 - 0.10 - 0.07 - 0.14 N N 0.10 0.34 0.45 0.38 0.48 0.36 0.59 0.93 0.34 0.41 0.62 0.69
AQM AQV AQC
Con 1 2 3 4 5 6 7 1 2 1 2 3 4 5 6 7 8 9 10 11 12
C l 0 0 0 0 0 0 0 N N 0 1 2 0 1 1 0 0 1- 1 1- 1-
C2 1- 0 1 2 2- 0 0 N N 0 0 0 0 0 0 1- 1- 0 0 1- 0
C3 0 0 0 0 0 0 0 N N 0 0 0 0 0 0 1 1 0 1 2 1
C4 0 1- 0 2- 0 1- 2 0 1 0 0 0 2 1 0 2 1- M 0 0
C5 0 1 1 1 0 1- N N 1 0 1 1 0 2 1 1 1 0 0 0
C6 0 1 0 1 0 0 0 0 2 0 0 0 1- 1- 1- 2- 2- 1- 1 1 1
C7 0 1 0 0 2 0 N N 1 0 0 1 1 2 2 0 0 0 2- 0
C8 1- 2- 0 1- 0 0 0 0 0 0 1 1 1 2 0 1- 0 0 0 1
C9 0 2- 0 1 2- 0 0 0 0 1 1 2 0 3- 0 0 3 0 1 M 1
CIO 0 0 2- 0 0 0 0 0 0 0 0 0 0 0 0 1- 0 2- 2- 1- 1-
C l l 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 1 1- 1 2 0 2
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C I2 0 0 0 0 1 0 0 N N 0 3 0 0 3 0 0 2 1 4- 1 3
C13 1 0 1- 1 0 0 0 0 1 1 0 0 2 1- 0 0 0 0 2 0 0
C14 0 0 2 2- 0 0 0 4- 2- 1- 1- 1- 0 0 1- 0 0 1- 2 0 1
C I5 0 0 2 0 1 0 1- 0 0 0 0 2 I 1 0 2 2 2 0 1 2
C16 0 1- 0 0 0 I- I N N 1- 0 2- 0 0 0 0 1 0 0 1- 1
C17 1- 0 2- 1- 0 0 0 2- 1- 0 1 1- 1 2 0 0 1 2 0 0 1
C18 0 0 0 0 2 0 0 N N 0 1 0 I 1- 1 2 2 3 1 I 4
C19 0 1- 1- 0 I- 0 0 N N 0 0 0 0 I 1 0 0 1- 0 I- 0
C20 1 1 0 1 I- 0 0 1 1- 0 0 0 0 3 0 1- 0 0 1 I 1
C21 0 0 1- 0 0 0 0 0 1 0 0 0 I 1 0 0 1 1 1- 1 2
C22 0 0 0 0 0 0 0 0 N 0 0 2 2 0 1 1 1 2 3 3 0
C23 3 0 0 2 1- 0 1- 0 0 1 1 3 I 1 3 2- 2 2 1- 0 1
C24 0 0 1- 1- 0 1- 1- 0 0 I- 1- 1- 1- 1 0 2 0 1 2 2- 0
C25 1- 1- 0 0 I 1 1 0 0 0 0 0 0 0 0 0 1 0 • 0 1 1
C26 1- 1 2- 0 0 0 0 N N 0 0 0 0 2 1 1- 1 0 3 2 3
Cll 0 1 1 0 0 1- 0 0 0 I- 0 1- 0 0 0 1- 1 1- 1- 1- 1-
C28 1- 1- 1- 1- 1- 0 0 0 0 0 2- 0 1 1 0 1 0 1 1 0 0
mean -0.04 - 0.21 - 0.21 0.14 - 0.18 0.00 - 0.11 N N 0.07 0.18 0.25 0.39 0.54 0.46 0.14 0.61
0.32 0.44 0.15 0.82
N
M
Invalid data 
Missing data
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Appendix 0 .1  The experimental group’s performance in each
Alice’s feature
1
<
o
s
1
g
1
1£ i l l 1
1
1
U
o 'I (U o
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11
1
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cn
1 1
1 1 Î§
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f
§ ^
1 1 1
% "a
i t 1iS
E l 1 1 1 1 1 1 1 1 1 1 1 1 1 . 0
E2 1 1 1 1 2 1 1 2 1 1 1 2 1.3
E3 1 1 1 1 1 1 1 1 1 1 1 1 1 . 0
E4 1 1 1 1 1 1 1 1 1 1 1 1 1 . 0
E5 1 1 1 1 1 1 1 1 1 1 1 1 1 . 0
E6 1 1 1 1 1 1 3 1 2 3 1.7
E7 1 1 1 1 2 1 1 2 1 1 2 2 1.3
S E8 1 1 1 1 1 1 1 1 1 1 1 1 1 . 0
E9 1 1 1 1 1 1 1 1 1 1 1 1 1 . 0
ElO 1 1 1 1 1 1 1 2 1 1 1 2 1 . 2
E ll 1 1 1 1 1 1 1 2 1 2 2 1.3
E12 1 1 1 1 1 1 1 2 1 1 1 2 1 . 2
E13 1 1 1 1 1 1 1 1 1 1 1 1 1 . 0
E14 2 3 4 3 4 4 4 3 3 3 4 4 3.4
The mean 1.1 1 . 1 1.2 1.1 1.4 1.3 1.2 1.6 1.1 1.3 1.4 1.7 1.3
E15 1 1 1 1 1 2 1 1 1 2 1 2 1.3
E16 1 1 1 1 1 2 1 3 1 3 2 3 1.7
E17 1 1 1 1 1 1 1 2 1 1 2 2 1.3
E18 2 1 3 4 4 4 1 4 1 3 4 4 2.9
E19 1 1 2 1 1 2 1 2 1 1 2 2 1.4
E20 1 I 1 1 1 2 1 2 1 3 2 3 1 . 6
E21 1 2 1 1 1 1 1 3 1 1 2 2 1.4
1 E22 1 1 3 2 1 3 1 2 1 3 2 3 1.9h-l
E23 1 1 3 2 2 2 1 4 1 3 3 3 2 . 2
E24 1 1 3 2 2 3 1 3 1 3 3 3 2 . 2
E25 1 1 1 1 2 1 1 3 1 1 2 2 1.4
E26 1 1 3 3 3 3 2 , 4 2 3 2 3 2.5
E27 1 1 1 1 2 1 1 2 1 1 2 2 1.3
E28 1 3 4 4 4 4 1 3 2 3 3 3 2.9
E29 1 1 1 1 2 1 1 2 1 1 2 2 1.3
The mean 1.1 1.2 1.9 1.7 1.9 2.1 1.1 2.7 1.1 2.1 2.3 2.6 1 . 8
Mean for 1.1 1.2 1.6 1.4 1.6 1.7 1.1 2.2 1.1 1.7 1.9 2.2 1 . 6
both levels
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Appendix 0 .2  The experimental group’s satisfaction in each Alice’s
feature
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El 2 2 1 2 1 2 1 2 1 1 1.5
E2 2 2 2 1 1 1 1 1 1 1 1.3
E3 1 1 1 1 1 1 1 1 1 1 1 . 0
E4 1 1 1 1 1 1 1 1 1 1 1 . 0
E5 1 1 1 1 1 1 1 1 1 1 . 0
E6 1 1 2 1 2 2 1 1 2 1 1.4
E7 2 1 2 1 2 2 2 1 1.7
E8 1 1 1 2 1 1 1 1 1 1 . 1
E9 1 1 1 1 1 1 1 1 1 1 1 . 0
ElO 1 2 2 2 2 2 3 2 2 . 1
E ll 1 1 1 1 1 1 1 1 1 1 1 . 0
E12 1 1 2 2 1 1 1 2 3 1 1.5
E13 1 1 1 1 1 1 1 1 1 2 1 . 1
E14 1 2 1 1 1 1 4 2 3 1 1.7
The mean 1.2 1.4 1.3 1.4 1.1 1.3 1.4 1.4 1.6 1.1 1.3
E15 1 2 1 1 2 1 1 1 1 1 1 . 2
E16 1 2 2 1 1 2 3 2 1 1 1 . 6
E17 1 2 2 2 2 2 2 2 3 3 2 . 1
E18 2 3 3 2 3 3 3 3 3 4 2.9
E19 1 3 2 2 1 1 2 2 1 2 1.7
E20 1 2 2 1 1 1 2 2 1 1 1.4
E21 1 2 1 1 1 1 1 1 1 1 1 . 11 E22 2 2 3 3 4 3 4 3 1 3 2 . 8
E23 2 3 3 3 3 4 3 3 2 2 2 . 8
E24 2 2 2 2 3 2 2 2 2 1 2 . 0
E25 2 3 2 2 2 2 2 2 1 3 2 . 1
E26 2 2 2 1 3 2 2 3 1 1 1.9
E27 1 1 1 1 2 1 1 1 1 1 1 . 1
E28 2 4 3 4 4 4 3 3 3 4 3.4
E29 1 1 1 1 1 1 1 2 1 2 1 . 2
The mean 1.5 2.3 2.0 1.8 2.2 2.0 2.1 2.1 1.5 2.0 2 . 0
Mean for 1.3 1.8 1.7 1.6 1.7 1.7 1.8 1.8 1.6 1.6 1 . 6both levels
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Appendix 0 .3  The experimental group’s satisfaction toward Alice
general features
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Appendix 0 .4  The experimental group’s attitude toward Alice
1
0
1
k_l
1 I I I1^ 1
I I :
111
p iir
.È'
l i t
A ^  ÛÛ
cd « .S 111
f i
I I
T3 -J2
! î
1
.52
"o CJ)
i
r
1
.52
1
o
<
Î
ii
t f1
.S
1i |
I I
!
1
eg
El 2 3 3 2 3 2 2 2.4
E2 1 2 3 2 2 2 2 2.0
E3 2 2 3 1 3 2 2 2.1
E4 2 2 2 1 2 1 1 1.6
E5 1 1 3 1 1 1 1 1.3
E6 2 3 2 1 2 2 4 2.3
§ E7 2 2 2 2 2 2 2 2.0
S E8 2 2 2 1 2 1 1 1.6
E9 1 2 2 1 1 1 1 1.3
ElO 1 1 1 2 3 2 1 1.6
E ll 1 2 1 1 1 1 1 1.1
E12 2 3 3 2 1 2 3 2.3
E13 1 1 1 1 1 1 1 1.0
E14 1 2 2 3 2 2 2 2.0
The mean 1.5 2.0 2.1 1.5 1.9 1.6 1.7 1.8
E15 2 2 2 1 2 3 2 2.0
E16 4 3 2 1 2 2 1 2.1
E17 3 3 3 2 2 2 2 2.4
E18 2 2 3 3 3 3 2 2.6
E19 2 3 2 1 2 2 2 2.0
E20 1 1 1 1 2 1 1 1.1
E21 1 2 2 2 2 2 2 1.9
1 E22 3 3 2 3 3 3 2 2.7
E23 3 2 3 2 4 3 1 2.6
E24 3 3 2 2 4 2 2 2.6
E25 3 3 2 1 2 1 1 1.9
E26 1 1 1 2 4 4 2 2.1
E27 3 2 1 1 1 1 1 1.4
E28 3 3 3 4 3 4 4 3.4
E29 4 4 1 1 1 1 2 2.0
The mean 2.5 2.5 2.0 1.8 2.5 2.3 1.8 2.2
Mean for
both levels 2.0 2.2 2.1 1.7 2.2 1.9 1.8 2.0
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