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コード補完機能は，多くの統合開発環境 (以下，IDE) のエディタで提供されており，コーデ
ィングの利便性において重要な役割を果たしている． Eclipse や IntelliJ IDEA などの主要な 
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for文に対する補完候補は，図 2.2(a), (b), (c), (d)の 4つのコード片が存在する．(a)のコード
片は，コレクション collection からイテレータを作成し，イテレータの要素数の分だけループ
処理をする．(b)と (c)のコード片は，配列 array の要素数だけループ処理をする．(d)のコード




1 for (java.util.Iterator iterator = collection.iterator();
2 iterator.hasNext();) {




1 for (int i = 0; i < array.length; i++) {








1 for (iterable_type iterable_element : iterable) {
2
3 }
(d)「foreach -配列または Iterableの繰り返し」を表す for文の補完
図 2.2: Eclipseによる for文補完候補
変数で置換される．利用できる変数が 2つ以上存在する場合，Eclipseは一定のルールに従って，
利用する配列を自動的に決定する．また，(a) の Type は型名を示すものであり，collection
に置換される変数の型に対応した型が設定される．(b) の Array Type も同様である．このよ
うに，補完されたコード片は， “for” や括弧のように必ず同じ記述がされる雛形のコードと，
collection や array のように，場面によって置換されるものが異なる抽象的なコードの 2つ
から成り立っている．




IntelliJ IDEA [2]でも，プログラマがエディタ上で “for”と記述すると，図 2.3のように for
文に対する補完候補がその概要を表す説明文とともにポップアップウィンドウに列挙される．補
完候補のコード片は図 2.4(a), (b), (c)の 3つが存在する．(a)と (b)は forを，(c)は foreach文
4
図 2.3: IntelliJ IDEAにおけるコード補完のスクリーンショット
1 for ()
(a)「for」を表す for文の補完
1 for (int i = 0; i < ; i++) {
2
3 }





(c)「foreach - Create a for each loop」を表す for文の補完
図 2.4: IntelliJ IDEAによる for文補完候補






既存の IDE の補完機構は，他の制御構文に対しても同様の動作をする．例えば， if 文を
Eclipseで補完する場合，補完候補として図 2.5(a)～(e)の 5つのコード片が存在する．
(a), (c), (d) のコード片は if 文を，(b) のコード片は if else 文を，(e) のコード片は else
if ブロックを表すコードである．コード内に出現する condition には boolean 型の変数が，
name にはオブジェクトがそれぞれ割り当てられる． if においてもやはり，“if”や括弧といっ
5
1 if (condition) {
2
3 }
(a)「if - if文」を表す if文の補完
1 if (condition) {
2
3 } else {
4
5 }
(b)「ifelse - if else文」を表す if文の補完
1 if (name != null) {
2
3 }
(c)「ifNotNull - not nullをチェックする if文」を表す if文の補完
1 if (name == null) {
2
3 }
(d)「ifNull - nullをチェックする if文」を表す if文の補完
1 else if (condition) {
2
3 }
(e)「elseif - else ifブロック」を表す if文の補完
図 2.5: Eclipseによる if文の補完
た雛形のコードと， conditon や nameのような抽象的なコードの 2つから成り立っており，ブ
ロック内の記述は後からプログラマが行うようになっている．
一方で， IntelliJ IDEAで補完する場合，補完候補として図 2.6(a), (b)の 2つのコード片が提








1 if ( == null) {
2
3 }
(b)「ifn - Inserts ”if null” statement」を表す if文の補完





boolean isBiggerSum(int[] first, int[] second)
というメソッドを作成していたとする．メソッドの実装方法としては， int 型のローカル変数
sum1 と sum2 を用意し， sum1 には first の総和の値を，sum2には secondの総和の値を
それぞれ代入して， sum1 と sum2 を比較する．このメソッドを実装するために，プログラマ
はまず int sum1 = 0, sum2 = 0;と変数宣言をする．その後， sum1 の値を， first の各
要素の総和にするために， for ループの記述を行う．この時，"for"と記述し (図 2.7(a))，「配
列の繰り返し」を表す for 文を補完すると，図 2.7(b)の赤字で示されたコード片が補完される．




ため， array を secondで置換し補完した．しかし，プログラマは firstの総和を求めたいの







1 boolean isBiggerSum(int[] first, int[] second){




1 boolean isBiggerSum(int[] first, int[] second){
2 int sum1 = 0, sum2 = 0;






































boolean isBiggerSum (int[] first, int[] second) {
int sum1 = 0, sum2 = 0;
for (int i = 0 ; 
}
int int = int , int = int ;
for ( int int = int ;
int sum1 = 0 , sum2 ;


























for (int i = 0; i < 10; i++ ) {
n += ??;
}
n == 3; // (n は int 型) n == 23;























示する研究が行われている．JSketch [10] では，メソッド定義の一部を未定を表す “??” で記述
し，それに対する仕様を入出力例によって与える．図 3.2では， for文中の nに加える値を ??
にし，それに対する仕様を，実行前の状態と実行後の状態を与えることで生成する．図では，実




























































1 boolean isBiggerSum(int[] first, int[] second){
2 int sum1 = 0, sum2 = 0;
3 for (int i = 0; i < first.length; i++) f
4 sum1 += first[i];
5 g
6 }



























id 使用回数 自由変数 テンプレート
int[] int String . . .
1 10 0 1 0 . . . for(int $1 = 0; $1 < 10; ...
2 20 1 1 0 . . . for(int $1 = 0; $1 < $2.length; ...
3 8 1 0 1 . . . for(int $1 = 15; $1 > $2.length(); ...













例として図 4.4の 2つの for文を抽象化する．図 4.4(a)では for文中に出現する変数は iと
nであり，どちらも int型である．自由変数は nのみなので，“この for文中で int型の自由変
数が 1回出現した”ということを記録する．また，iを$1に，nを$2に抽象化する．このデータ
をデータベースに格納すると，表 4.1の idの値が 1のタプルになる．
同様に，図 4.4(b)では for文中に出現する変数は iと arrayと nであり，iと nは int型，




1 for (int i = 0; i < 10; i++) {
2 n += i;
3 }
(a)
1 for (int i = 0; i < array.length; i++) {
2 n += array[i];
3 }
(b)







の総和を求める場合は図 4.5(a) のように記述する．図 4.5(a) では， “for 文の実行前では配列













で，sum1の値が 0の場合は，実行後に sum1の値が 10と等しくなり，firstの中身が 5,6,7で，






ば，図 4.5(a)の条件の下で図 4.3の赤字で示された for文を補完したい場合，そのコード片を見




図 4.5(a) の場合， int[] 型の変数が一つ (first) と int 型の変数が一つ (sum1) 記述されて
いるという情報を利用する．入力のない型 (表 4.1での String型など )に関しては，出現数を
0とする．したがって，“int[]型の変数の出現数 1回，int型の変数の出現数 1回，その他の
型の出現数全て 0回”として検索する．その結果，表 4.1からは，自由変数属性の値が検索クエ
リと全て一致している，idの値が 2の for文 (図 4.6(a))と 4の for文 (図 4.6(b))が，候補とし
て返される．
1 for (int $1 = 0; $1 < $2.length; $1++) {
2 $3 += $2[$1];
3 }
(a) idの値が 2の for文
1 for (int $1 = 0; $1 < $2.length; $1++) {
2 $3 -= $1;
3 }
(b) idの値が 4の for文














数を指定することができる．例では，idの値が 2の for文と 4の for文に対し，抽象化された



























for文を補完することができる．例では，表 4.1から検索した結果として idが 2の for文と 4
の for文が返ってきたが，このうち idが 2の方は配列の要素を変数に加えており，sum1の値は
10になるので事後条件を満たしている．一方で idが 4の方は，ループカウンタ変数で引いてお





















<抽象 for文ソースコード > “＾” [<抽象変数情報 >] “＾” [<インポート情報 >]
<抽象変数情報 >
::=
<抽象変数名 > “:” <クラス名 > “:” ( “free” j “unfree” )
f “,” <抽象変数名 > “:” <クラス名 > “:” ( “free” j “unfree” ) g
<インポート情報 >
::=





“for” “(” ( f <variable declaration> g j ( f <expression> g “;” ) j “;” )










た． for文の抽出方法には，Java development toolsライブラリ (以下，JDT) [12]を利用した．
JDTは，Eclipseで Java開発を行うためのプラグインである． Eclipseは JDTから開発されて
いるので， JDTを利用することで　 Eclipseワークスペース上で扱っている Javaソースファイ
ル等にアクセスすることができる．また，ソースコードの保持方法も， JDTで定義されている．
JDTでは， Javaのソースコードを抽象構文木 (Abstract Syntax Tree，以下 AST )という中間表
現にして保持する．この ASTをたどることによって，必要なソースコードの情報を得ることが
できる．JDT では，Java の各要素を，org.eclipse.jdt.core.dom パッケージ内の ASTNode
という型を継承したクラスのインスタンスで表している．この ASTNodeが階層的に組み合わさ
れた AST として，ソースコードが表現される．従って，Java コードの ASTNode を調べること
で，for文中のコードを解析することができる．
まず， for文は bnf記法で記述すると以下の文法となっている [13]．
variable declarationは変数宣言式を， expressionは式を， statementは文を表している．初期
化式は式のカンマ区切りか空 (“;”)のどちらかである．その次の [ expression ]は継続条件式を，
最後の f expression gは更新式を表す． for文のループ中の処理は文として表現されている．




"for (" f <Expression> g ";" [ <Expression> ] ";" f <Expression> g ")"
Statement
図 5.3: ForStatementクラスの表現
































































[ <Expression> "." ] <Expression> "(" [ <Expression> f ","
<Expression> g ] ")"
で表され，メソッドの呼び出すオブジェクトを表す Expressionフィールドと，メソッド
名を表す Expression フィールド，メソッドの各引数を表す Expression フィールドを
保持している．
・ParenthesizedExpressionクラス



















す Name フィールドを保持している．Name クラスは抽象クラスであり，その具象クラス



























"if" "(" <Expression> ")" <Statement> [ "else" <Statement>]




int a = 1, b = 2;のような，初期化文を表す．文全体は，
















解析の方法としては，まず Expression フィールドと Statement フィールドに対して int
getNodeType()メソッドを行い，具体的な型を得る．その後，各サブクラスで以下の処理を行
わせた．
















































1 for (int i = 0; i < list.size(); i++) {
2 n += list.get(i);
3 }
(a) ArrayList<Integer>クラスを含む for文
1 for (int $1 = 0; $1 < $2.size(); $1++) {












“ selectテンプレート属性 from ” <テーブル名 >
“ where ” <クラス名 > “ = ” <出現数 > f “ and ” <クラス名 > “ = ” <出現数 > g


















・List < ICompletionProposal > computeCompletionProposals




・List < ICompletioninfomation > computeContextInformation

































右隣のテキストエリアに移動させることができる．検索ボタンには Alt + Enterキー，条件追加
32




























図 5.8 は，2.2 節の例において，図 4.5(a) の記述のもとで検索した結果得られた 2 つの抽象
for文 (図 4.6)から生成されたテストコードである．







f "import" <クラスの完全限定名> g";"
"public class Testerf"
f "@Test(timeout = 50)










[<クラス名>] <変数名> "=" <事前条件欄の値> ";"
<事後条件 >
::=
"assertTrue(<変数名> <事後条件欄の比較演算子> <事後条件欄の値>) ";"
図 5.7: テストコードの文法
数の具象化の方法はそれぞれ一通りなので，生成できる for文が 2 × 1 × 1 = 2つだからであ
る．testMethod0は idが 2の for文に対するテストメソッドであり，testMethod1は idが 4
の for文に対するテストメソッドである．それぞれのメソッドは，まず firstと sum1を宣言
し，事前条件で記述された値 (1,2,3,4と 0)をそれぞれに代入している．次に変数名を具象化し
た for文を記述し，最後に事後条件で記述された条件 ("sum1", "==", "10")を sum1 == 10
という条件式の形で assertTrueメソッドの引数に与えている．
JUnit テストを実行すると，まず testMethod0 メソッドが実行される．このメソッドの場
合は assertTrue メソッドで true が返るので，テストメソッドは成功として扱われる．次
に，testMethod1 メソッドが実行される．このメソッドの場合は assertTrue メソッドで
34
1 package test;
2 import static org.junit.Assert.*;
3 import org.junit.Test;
4
5 public class Tester{
6 @Test(timeout=50)
7 public void testMethod0(){
8 int[] first = {1,2,3,4};
9 int sum1 = 0;
10 for (int i = 0; i < first.length; i++) {
11 sum1 += first[i];
12 }




17 public void testMethod1(){
18 int[] first = {1,2,3,4};
19 int sum1 = 0;
20 for (int i = 0; i < first.length; i++) {
21 sum1 -= i;
22 }




























for 文の基礎学習のためのサンプルコードとは， java 学習用の基本的なプログラムを説明し
ている webサイトに載っているサンプルコードのことである．ソースコードを収集するために，













表 6.1: 作成した for文データベースと，解析した for文の数
解析したソースコード 収集した for文 for文の種類
for文の基礎学習のためのサンプルコード (Sample) 419 269
JDK1.8に付属の標準ライブラリのソースコード (JDK1.8) 8406 6394
GitHubでの評価の高いソースコード (GitHubSmall) 14992 11554
GitHubでの評価の高いソースコード (GitHubBig) 42082 22285
37
表 6.2: 適切な補完候補の順位の割合 (%)
データベース 1位～ 3位 4位以下 該当なし
Sample 21.0 6.8 72.2
JDK1.8 29.6 11.6 58.8
GitHubSmall 30.1 17.1 52.8
GitHubBig 33.1 23.7 43.2
に記述されたコードと同等なコードが候補に現れるか，また，現れたときの表示順位を調べた．









表より，データベースが大きくなるほど，1 位 ～ 3 位の間に提示された適切な補完候補の
割合が高くなっていることが確認できた．更に，適切な補完候補を提示できなかった割合が
低くなっていることも確認できた．GitHubBig データベースを利用した場合では，提示でき
た割合が 50% を超えていた．JDK1.8 データベースと GitHubSmall データベースを比べると，
GitHubSmall データベースは，1 位 ～ 3 位までに提示できた割合が， JDK1.8 データベースの
割合とほとんど変わっていないにもかかわらず，4位以下で提示できた割合は高くなっている．

























i5-6500 (3.20GHz)，メモリ 8GB， OSは 64ビットWindows10 Professionalである．










表 6.3: テストメソッドの個数による各動作の実行時間 (ms)の比較
処理内容 1個 10個 50個 100個 500個
変数名の具象化とテストメソッドの記述 3 4 11 23 104
テストコードのコンパイル 454 465 523 592 813
テストの実行 155 158 174 203 304
合計 612 627 709 819 1222
39
































1 for (int i = 0; i < array.length; i++) {
2 sum += array[i];
3 }
(a)ブロック内の処理が少ない for文
1 for (int i = 0; i < array.length; i++) {
2 if (array[i]){
3 n++;





1 for (int i = 0; i < array.length; i++) {
2 for (int j = 0; j < array[i].length; j++) {




1 for (int i = 0; i < textAreaList.size(); i++) {
2 JTextArea textArea = textAreaList.get(i);
3 String string = textArea.getText();
4 string = string.replaceAll("，", "、");






を比べた．対象となる for文は図 6.1の 4つのコードとした．
図 6.1(a)は配列の総和を求めるプログラムで，ブロック内は代入式一つのみの単純なコード片
である．図 6.1(b)は boolean型の配列から，trueの要素の数と falseの要素の数を数えるプ
ログラムである．ブロック内には if文があり，(a)よりも長いコードとなっている．図 6.1(c)は
二次元配列の総和を求めるプログラムで，ブロック内に更に for文が記述されたものである．図

















既存の補完機構を用いた場合，コード 2 では図 2.2(c) と図 2.5(b) の補完を行った．ただし，
condition には式が入っていなかったので，補完後に array[i] の記述をする必要が生じた．
また，コード 3では図 2.2(c)の補完を 2度行った．しかし，2回目の for文の補完の時は，継続
条件式で利用される変数が適切でなかったので，変数名を変更しなければならなかった．コード
表 6.5: 各記述方法ごとのコーディング時間 (s)の比較
(a)タイピング回数 (key)の比較
記述方法 コード 1 コード 2 コード 3 コード 4
補完なし 67 94 135 299
既存の補完機構 28 40 49 158
本機構で提示できた場合 24 46 33 37
本機構で提示できなかった場合 44 82 74 208
(b)コーディング時間 (s)の比較
記述方法 コード 1 コード 2 コード 3 コード 4
補完なし 23.6 36.1 48.1 97.1
既存の補完機構 12.4 22.1 22.9 74.3
本機構で提示できた場合 13.8 20.4 18.8 28.1












N ::= N f or + Nconditon + Nselect + Nblock + Nvalue









ング回数 Nexist と，本機構を用いてうまく提示できた場合のタイピング回数 Nsuccess と，本機構
を用いてうまく提示できなかった場合のタイピング回数 N f ailure は以下の式で表される．
Nexist ::= 3 + Nselect + Nblock + Nvalue
Nsuccess ::= 3 + Nconditon + Nselect
N f ailure ::= 3 + Nconditon + Nselect + Nblock + Nvalue
ブロック内の記述が少ない場合は，
Nblock + Nvalue ; Nconditon
となるので，本機構でうまく提示できた場合と既存の補完機構を用いた場合とでタイピング数は
ほぼ同じ結果になったと言える．しかし，ブロック内の記述が多い場合は，
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