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概要
本論文の目的は，関数型言語の持つ性質を一般に副作用を伴う GUI へ応用することにある．こ
れまで GUI をはじめとする副作用を多く伴う領域のプログラミング領域については命令型言語が
多く使用されてきた．関数型言語で GUI を扱うために用意されたライブラリも存在するものの，
それらのライブラリ設計には C， C++ などの命令型言語で設計された，別の GUI ライブラリ
をその関数型言語で扱えるように移植したものとなっているものがほとんどである．したがって，
GUI を設計するためのコーディングスタイルもその概形については元となったライブラリのスタ
イルを踏襲しており，逐次的な構成にとどまりがちである．関数型言語による GUI プログラミ
ングにおいて，この問題を解消させるための手法に functional reactive programming (FRP) と
いうパラダイムがある．一般的な FRP を利用した GUI ライブラリでは，レイアウトと GUI の
内部で行われる関係を同時に，かつ結合的に構築するという特徴がある．この性質によって，入
出力に関して単純な依存関係やレイアウトとの類似性を持つ GUI に関しては簡潔で安全に実装
できるようになった．その一方で，レイアウトの構造と内部で行う処理の関係が解離しているよ
うな GUI についてはそういった GUI ライブラリでは実装が困難である．また，主要なほとんど
の FRP を利用した GUI ライブラリは内部の処理を再計算するための実行アプローチのうち，離
散的な変化に適した push 方式のみをサポートしており，連続的な変化に適した pull 方式に関し
てはサポートしていない．
そこで，本論文では Phooey という Haskell の GUI ライブラリを元に設計したライブラリ
Neooey とそのライブラリに FRP の一種である arrowized functional reactive programming
(AFRP) のパラダイムを適用した GUI ライブラリ Yeooey を提供する．Neooey および Yeooey
は，レイアウトと内部で行う処理を分離し，それぞれを関数結合的に構成する手法によって一つの
GUI を生成する．それによって従来の FRP に基づく GUI ライブラリにおいて実装困難であっ
た，それぞれの依存関係が複雑な GUI においても実装することが可能となり，GUI の表現力を
向上させている．また， Neooey および Yeooey では，GUI 内部の処理を記述するために FRP
を使用することによって，関数型言語の特長を活かした実装を可能としている．特に Yeooey に
おける FRP の実行アプローチに関しては，push 方式と pull 方式の両方をサポートしており，こ
れらを複合した push-pull 方式で GUI を動かすことも可能である．それによって， Yeooey で
は離散的な変化と連続的な変化がともに起こる GUI を FRP によって結合的に表現することを可
能にする．Yeooey のような，レイアウトと内部処理を分離実装する形式の push-pull 方式によ
る FRP に基づく結合的な GUI ライブラリはこれまでになかったものである．また，本論文では
Neooey および Yeooey を用いて GUI を実装するためのフレームワークを例を取り上げて示し，
既存の GUI ライブラリとの性能比較を行う．
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第1章 序論
graphical user interface　 (GUI) は，ユーザーとコンピューターシステムの仲立ちをするイン
ターフェースである user interface　 (UI) の一種であり，ユーザーからの入力および要求やシス
テムの内部状態を視覚的にユーザーに伝える働きを持つ．GUI が現れるまでの UI はコマンドラ
イン上でユーザーとのやりとりを行う console user Iinterface　 (CUI) が一般的であったが，ユー
ザーは各コマンドを覚えている必要があり，感覚的に操作できないため慣れるまで使いこなすの
が難しいところがあった．それに対して GUI はディスプレイ上に表示された画像を通してコン
ピューターと視覚的にやりとりを行う．CUI と比較するとディスプレイ上に画像を表示させる必
要がある分コンピュータのメモリや処理のための時間を必要とするが，その直感的な理解と操作
のし易さから 1970 年代～ 1990 年代に浸透し始めてから今日まで続く UI の主流となっている．
また，最近はタッチパネルに直接触れて操作できる touch user interface　 (TUI) や声を通して
システムに命令を与える voice user interface　 (VUI) なども増えているが，いずれにしてもユー
ザーに視覚的に情報を伝える手段は重要であり，大抵は GUI と組み合わせたシステムの実装が
行われている．視覚によって多くの情報を認知する我々にとって，画像を通してコンピューター
とやりとりを行う GUI はこれからも重要であり続けることが想定される．そういった理由から，
GUI の開発に関して研究を行い，その実装手段を提供することは有意義なことである．
歴史的な理由により， GUI の実装は長らく C 系の言語をはじめとする命令型言語を用いて行
われてきた．命令型言語で従来の手法によって GUI を実装する場合，GUI の構成単位であるウィ
ジェットを作成したのち，各ウィジェットが持つ属性の設定や，ユーザーや外部のシステムによっ
て与えられたイベントを感知するための情報，システム内部で管理している状態の更新，保有す
る状態のディスプレイ上への反映など，システムに対して要求する処理を実行させたい順番に記
述を行う．このようにして作られたプログラムは通常，命令を処理する順番で実行が行われるた
め，他のプログラミングパラダイムと比較した場合は処理の流れを直感的に掌握しやすい．しか
し，GUI はユーザーなどの外部とのやりとりを前提としているため，複数の変数や属性といった
内部状態の変化に気を使う必要がある．GUI の規模が大きくなると，それらの間にある依存関係
が複雑化し，その結果システムが保有する状態の管理が困難になる．それに伴って，単純なプロ
グラムミスや見落とし，想定外の代入が混入し易く，予期せぬエラーやバグが多数発生すること
になる．GUI が用いられているシステムの例として株のトレードやウェブマネー，電子決済のよ
うに安全性が求められるものも多く，特にそういったシステムに関しては一つのバグが重篤なイ
ンシデントを引き起こしかねない．また，複雑な依存関係を扱うためにシステムの保守にかかる
コストも大きくなりがちである．
そのような大規模プログラムに見られるような問題の解決法として注目されたパラダイムがオ
ブジェクト指向プログラミングである．このパラダイムは特に 1990年代になって注目を浴び始
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め，現在においては大多数のプログラムやシステムにおいて用いられている．プログラミング言
語としては Java や Scala， Swift などが挙げられる．このパラダイムではオブジェクトと呼ば
れる単位の集合としてプログラムを表現する．また，オブジェクト同士の作用はメッセージとい
う形で行われる．各オブジェクトは値や関数を保有するが，それらは別のオブジェクトからは秘
匿されており，不正な参照や代入が行われることはない．そのため，これらを原因とするミスを
抑えることに成功している．そしてオブジェクトごとに同じような性質を持つ関数や値を固めて
いるためコードが簡潔となり可読性も高まる．このようにオブジェクト指向プログラミングはメ
リットも多い．しかしメリットばかりではない．確かにオブジェクト化によって内部状態やその
処理が隠ぺいされることで視覚的に簡潔になり，直接その変数に介入することによるエラーは解
消される．しかし GUI のように副作用を多く伴うようなシステムの場合は値の変更がかなりの
頻度で発生するため，それによって値や関数の依存関係が崩れてしまう場合も多い．その結果深
刻なエラーが発生してしまう場合もある．
こういった問題に対し，近年は関数型言語を用いたシステムの実装が注目されている．このこと
はプログラミング言語の Scala や Swift など命令型言語やオブジェクト指向を伴う言語の特徴と
関数型言語の特徴を兼ね備えたような言語も登場していることからも窺い知ることができる．関
数型言語では値や関数，およびその関係を宣言的に定義していく．そして定義された関数は，入
力によってのみ出力が決定され，それ以外の要因に左右されないという参照透明性を持つ．この
性質によって値や関数の関係を把握することがより容易になり，プログラムの安全性や保守性を
高まる．その中でも特に強い型付けシステムを持つ Haskell のような言語を使用することによっ
て，更に強固なシステムを実現することができる．そのため，本論文でも使用するプログラミン
グ言語として Haskell を採用している．純粋性を持つ関数型言語で GUI のような副作用を伴う
プログラムを記述することは一見すると適合しないようにも思われる．しかし大抵の関数型言語
は純粋な作用とできるだけ分離することによって副作用を伴う処理を記述することができる機能
を備えている．
あるプログラミング言語で GUIを作成する場合，その言語向けに提供されている GUIライブラ
リを使用することになる．このライブラリは歴史的な理由で C++を始めとする命令型言語で記述
されたライブラリをバインディング，すなわち命令型言語のライブラリ関数を間接的に呼び出すこと
によって実現されているものがほとんどである．この点については関数型言語 Haskellにおいても例
外ではない．Haskellで使用される主要な GUIライブラリとしてはwxHaskell[19, 18]とGtk2hs[1]
の二つがある．wxHaskell は C++ 言語で記述されている GUI ライブラリ，wxWidgets[26, 25]
のバインディングであり，Gtk2hs は C 言語で記述されている GUI ライブラリ，Gtk+[24]のバ
インディングとなっている．バインディングによって実装されている GUI ライブラリは実装する
ためのコーディングスタイルも基礎となったライブラリのスタイルと類似する．例えば本論文で
作成したライブラリの基礎となっている wxHaskell ではGUI の構成単位であるウィジェットごと
に型が定められていたり，ウィジェットが持つことのできる情報の種類を型クラスを利用して実
装している点については Haskell の特長を生かしたものとなっている．しかしそのコーディング
スタイルに着目するとウィジェットを作成し，各ウィジェット同士に行わせるべき処理を記述して
関連付け，そしてレイアウトの設定を行って大きい単一の GUI ユニットを実装するものとなって
しまっている．また，内部状態の実装においてもその多くの処理は逐次的に記述が行われる．こ
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のようなモノリシックな実装方式は関数が長大化した際に保守や拡張の難化を引き起こす．
Haskell において，関数型のスタイルで GUI を記述することができるライブラリの一つに
Phooey[12] がある．Phooey は wxHaskell をベースとして開発された GUI ライブラリであり，
本質的には Elliott の論文 [13]で提唱された functional reactive programming (FRP) の手法を実
現したものとなっている．
FRP とは同氏による論文 [14]が元になっている，関数型言語で副作用のある領域を有効に扱
うためのパラダイムである．FRP のコンセプトは入出力や， GUI 内部で扱うそれぞれの値を時
間によって変化する時変値として考え，時変値同士の関係を宣言することによってプログラムの
構築を行っていくというところにある．このパラダイムでは定義した関係が保たれるように値の
再計算が行われるため，執拗に値の変化を監視する必要がなくなる．従って不注意によるバグが
減るため安全性や保守性の高いコードを簡潔に記述することが可能となる．FRP は変化する値
同士の関係に着目する classical functional reactive programming (CFRP) と，値に対する遷移
関数に着目する arrowized functional reactive programming (AFRP) に分類することができる．
また， FRP は変化する値の再計算を行うタイミングによってもイベントが発生したタイミング
能動的に再計算を行う push 方式と，予め決められたタイミングによって受動的に再計算を行う
pull 方式，そして push 方式と pull 方式の両方を兼ね備えている push-pull 方式に分類すること
が可能である．Phooey は push 方式の CFRP に基づいたライブラリとなっている．
Phooey では 　 Monad や Applicative 型クラスの性質を利用した Haskell らしい実装スタイ
ルが可能であり， 結合的に GUI ユニットを構成できる．その結果としてプログラムソースのサ
イズも短く，ミスが混入しにくい GUI となる．しかしその一方で現状の Phooey には問題点も
いくつかある．そのうち特に重大な点は表現力が小さいことにある．GUI ユニットを結合すると
同時に GUI ユニットが抱える値が関係づけられるように設計されているが，一度 GUI ユニット
間で関係を作ってしまうと後から変更することはできない．入力と出力の役割が固定されている
ような一方通行な GUI については表現が可能だが， それぞれの GUI の入出力の関係が複雑に
絡み合うような例については実装困難なものとなっていた．また GUI の視覚的な情報を表現す
るレイアウトについても個々の GUI ユニットを結合する際に形成されていくため， GUI ユニッ
ト同士の関係に依存する．
FRP のパラダイムを導入した関数型の GUI ライブラリは他にも存在するが，それらのほとん
どは FRP としての性能を向上させていかに GUI を簡潔かつ安全に実装するかという所に重点を
置いている．その特徴を最大限引き出すために，Phooey と同様にレイアウトとその内部で行わ
れる処理を同時に構築する手法をとっている．その結果として，設計できるレイアウトはその内
部における値の関係にと密接に依存しており，実装できる GUI の幅を制限するものとなってい
た．そこで，我々はこれらの問題を解決させるような，関数型の新しい GUI ライブラリを提供す
ることが本論文の動機づけとなっている．
本論文で提供する新しい GUI ライブラリは Neooey [32] および Yeooey である．そのうち
Neooey は FRP を利用した GUI ライブラリである Phooey を改良するという手法によって開発
を行ったものであり，Yeooey はその Neooey を改良するという手法で開発を行ったものである．
Neooey は強い型付けを持つ関数型言語 Haskell を使って記述する，GUI ライブラリである．
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このライブラリはレイアウトと内部処理をそれぞれ別々に実装する方式をとっており，その内部
処理は push 方式の CFRP に基づいている．Phooey からみた大きな改良点は次の二つである：
• レイアウトと内部処理の分離:
Phooeyにおいて表現力が欠如してしまった大きな要因はGUIユニットの構造にある．Phooey
の GUI ユニットはレイアウトの情報と時間で変化する値同士の関係をともに保有する形式
をとっている．これによってGUI ユニットを結合させる際にレイアウトと値同士の関係が
同時に結合されるので極めて簡潔に GUI を構築できるというメリットはあったが，それと
同時に表現可能な GUI の幅は狭いものとなっていた．この問題を解決させるため Neooey
における GUI ユニットでは，前述の通りレイアウトと内部の処理を分離してそれぞれ実装
する方式を取る．この時レイアウトについては UI ユニット，内部処理についてはウィジェッ
トアクションと呼ぶ．GUI ユニットの役割を分離した分，同じ GUI を実装するにしても
ソースは長くなるがレイアウトが GUI 内部の値の関係に直接依存しなくなることで，より
多様に視覚的な変更を行うことが可能となる．
• ウィジェットハンドラの導入:
また，Phooey では GUI ユニットの情報を更新するためのハンドラを GUI ユニットが保有
しないものとなっていた．そのため一度設定した GUI ユニットの性質を後になって変更で
きず，GUI の表現力を下げる要因となっていた．Neooey ではプリミティブな GUI ユニッ
トの情報を変えるためのハンドラであるウィジェットハンドラもその GUI ユニットの内部
で保有する構造をとることによって，後から動的にレイアウトや内部の関係を変更させるこ
とが可能にする．
Neooey によって表現可能な GUI の幅は広がったものの，まだ実装困難な GUI の例が存在す
る．その代表例が外部から直接の入力がなくとも常に盤面の変更が行われるような GUI の例で
ある．このような例は，適度なインターバルを設けてその間隔ごとに関係の再計算を行う，pull
方式の FRP が向いている領域となっている．しかし Neooey がサポートしている FRP の方式
は push 方式のみであり，そのため上述した GUI の例を実装することは困難である．
これらの問題を解決させるために，本論文ではさらに Neooey を改良して Yeooey を開発する．
Yeooey は強い型付けを持つ関数型言語 Haskell による GUI ライブラリである．レイアウトと内
部処理を分離してそれぞれ結合的に実装することが可能になっており，その内部処理は push-pull
方式の AFRP に基づいている．このような特徴を持つライブラリはこれまでには存在しなかった
ものである．
Yeooey の特徴を Neooey と対照しながらまとめると次の通りである:
• レイアウトと内部処理の分離:
Neooey と同様に GUI ユニットをレイアウトを担う GUI ユニットである UI ユニットとイ
ベント等の内部処理を担うウィジェットアクションに分離してそれぞれで構築する方式を取
る．そして最後にそれらを取りまとめて起動することによって一つの GUI として動かすこ
とができる．この方式によって，他の GUI ライブラリでは表現が困難であった，レイアウ
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トと内部処理の依存関係が複雑な例についても実装が可能となっている．
• GUI ユニットの型の統一:
Neooey における UI ユニットやウィジェットアクションの型は各ユニットが保有するウィ
ジェット構造に依存するものである．ウィジェット構造が長大になれば形成される GUI ユ
ニットの型も長大になり，これを避けるにはプログラマーによってその都度細かく型を命名
するといった措置を施す必要がある．また， GUI ユニットの型が一般には異なるためにリ
ストを用いて任意の数の GUI ユニットを一つに統合するといった操作が認められず，原則
二つずつ結合していくことを強いられている．Yeooeyではウィジェット構造を表現する型と
して WidgetTree を導入する．それによってウィジェット構造が異なっていても UI ユニッ
トの型の統一とウィジェットアクションの型の統一が達成される．これによってウィジェット
構造が複雑になったとしても表される型が長大になることはなくなり，複数の GUI ユニッ
トをリスト処理を通じて統合するといった操作が可能となる．
• ウィジェットアクションの実装に Yampa を導入:
Neooey では個々の時変値を保有するウィジェットアクションを関数的に結合させてより大
きなウィジェットアクションを形成する方式となっている．この方式は Phooey で行われて
いた手法を踏襲したものであり，これによって形成されるウィジェットアクションは push
方式の FRPに基づくものとなっている．それに対して Yeooey ではウィジェットアクショ
ンの表現に AFRP のライブラリである Yampa のシグナル関数を導入しており，push と
pull の双方の方式で GUI を実行可能である．また，択一的な FRP の方式ではない，push
と pull が混在した push-pull 方式に基づいた実行もサポートしている．そうすることによっ
て，連続的な変化と離散的な変化がともに発生するような GUI の例を FRP で表現するこ
とが可能である．さらにはウィジェットアクションの構造をシグナルの入力を捌くイベント
ウィジェットアクションと入出力の変換を記述するシグナル関数と出力シグナルを印字する
ためのウィジェットアクションと三つに分離し，それぞれ定義して統合する実装スタイルを
サポートしている．ウィジェットアクションの役割分担することによって入出力の間の値の
流れの把握を助け，ユニットのカスタマイズを行いやすいものとしている．
• GUI ユニットによるレイアウトと内部処理を同時に構築する手法の提供:
我々が開発するライブラリはレイアウトと内部の処理の分離を目指しているが，Phooey 等
の GUI ライブラリが持っているレイアウトと内部処理を同時に構築する特徴は，それに
よって実装可能な GUI に対しては協力な力を発揮する．そこで Yeooey については，UI ユ
ニットとウィジェットアクションを束ねたものである GUI ユニットを導入する．それによっ
て，レイアウトと内部処理の関係が単純な GUI に関しては，それらを同時かつ結合的に生
成することを可能とする．
また，本論文では Neooey や Yeooey を用いていくつかの GUI の例を実装して紹介する．そ
の例を通して実装の手法やその利点を紹介し，各ライブラリとの比較を行う．なお，本論文で紹
介した Neooey および Yeooey のソースコードおよび GUI の実装例についてはウェブサイト上
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で公開1 2している．
論文の構成は次の通りである．まず，第 2章で関数型言語で副作用を効果的に扱うための手法で
ある FRP，およびその仲間について説明する．また，第 3章では Neooey や Yeooey 開発の背景
となっている GUI ライブラリについて説明する．そして第 4章では Neooey ，第 5章で Yeooey
の実装を Neooey と比較しながら行う．また， Yeooey を用いた GUI ユニットについても例を挙
げて説明する．そして最後に第 6章で関連研究および結論，展望を述べる．
1Neooey の URL: http://www.math.s.chiba-u.ac.jp/∼ymamada/neooey.html
2Yeooey の URL: http://www.math.s.chiba-u.ac.jp/∼ymamada/yeooey.html
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第2章 FRP
安全性や可読性を高めるプログラムを記述するために，多数のプログラミングパラダイムが存
在する．例としていくつか挙げると，命令型プログラミングやオブジェクト指向プログラミング，
関数型プログラミングなどがある．そういったプログラミングパラダイムのうち，とくに本論文
に関係するものは functional reactive programming (FRP) である．FRP はパラダイム reactive
programming (RP) と関数型プログラミングの特徴を組み合わせたパラダイムである．FRP につ
いて説明するために，まずは RP について述べる．
2.1 RP
RP は GUI や株システム，ゲーム，ロボティクスなどの，入出力を多く伴い，それに伴って内
部状態の再計算を必要とするような領域をプログラミングする際に有用なパラダイムである．RP
を用いることによって，伝統的なパラダイムで実装しようとすると発生しがちな煩雑さやミスを
除去することができ，可読性や信頼性を高めることができる．
例えば，歴史的に長く用いられている命令型プログラミングで入出力を多く伴うアプリケーショ
ンを記述することを考える．このとき命令型プログラミングでは，内部で保持する状態を表現す
るために変数を用意して，入力に応じた処理を記述し，内部状態の更新や表示などを実行させた
い順番に記述する．このようなコーディングスタイルは，コンピューターに行わせたい処理の流
れが単純であれば直感的でありわかりやすい．しかし，実装するシステムが大規模になるとプロ
グラムのソースサイズが長大になり，発生するイベントや変数の数が増える．その結果，変数や
関数同士の依存関係を管理することが困難になり，変数の更新忘れや不正な値の参照等によるエ
ラーが発生し易くなる．それに対してRP では，まず入出力やその処理のために取り扱う値を時
間によって変化する動的な値，時変値として考える．そして，これら時変値の間に成り立つ関係
を記述することによってアプリケーションを実装する．この方式では各時変値の関係を維持する
ように再計算が行われるため，プログラマーは変数の値が変化するたびに，その変数に関係する
別の変数を更新することに気を遣わなくて済む．
具体例として次のようなコードを考える:
x = 3;
y = 2 * x;
x = 5;
print (y);
伝統的なパラダイムでこのプログラムを実行すると 6 が印字される．コードの二行目の命令を
実行する際，その時点における変数 x の値は 3 であるため変数 y には 6 が格納される．その後，
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コードの三行目の命令によって変数 x の中身は 5 に更新されているが，この変更が変数 y の値
に影響を及ぼすことはなく，変数 y は依然として 6 が格納されている．従って，コードの四行目
の命令によって印字される数は 6 となる．
それに対して RP のパラダイムでこのプログラムを実行すると 10 が印字される．RP におい
ては，コードの二行目の式 y = 2 * x を時変値を表す変数 x と変数 y の間に成り立つ関係とし
て解釈する．この関係は後に変数 x の値が更新された後も崩れないように値の再計算が行われる．
したがって，コードの三行目によって変数 x の値が 5 に更新された際も，コードの二行目で記述
された関係に従って変数 y の値の再計算が行われる．それによって，コードの四行目を実行する
時点では，変数 y の値が 10 に更新されているため，10 が印字されるのである．
このように RP の考え方は変数同士に成り立つ関係を記述しておくことで，後になって片方の
変数が更新された際にその変数に依存する別の変数の値も自動で再計算される．この性質によっ
て，コードの長さが短く簡潔になり，変数の管理が容易になることで安全性や保守性も高まる．
この RP の考え方は名称以上に浸透しており，例えば Microsoft Excel などの表計算ソフトで
その考え方が使われている．そのようなソフトでは，スプレッドシート上のセルに他のセルの値
を参照する関数を記述しておくと，参照先のセルの値が変化する度に関数を記述したセルに表示
する値も更新される．
このように， RP ではそれぞれの変数の間で定められた関係が崩れないように，プログラム
の実行中に適宜再計算を行う必要がある．その際， RP は再計算を行わせるタイミングによって
push 方式と pull 方式の二つの駆動方式に分類することができる．push 方式は変数の値が変化
した時にその変数と関係づけられた他の変数の再計算を行う方式である．再計算された変数がさ
らに別の変数と関係を持っていた場合は，連鎖的にそれらの変数の値も再計算を行う．それに対
して，pull 方式は変数の値が変化したタイミングではなく，その値の参照が行われる時に，必要
な分の再計算を行う方式である．この方式を採用する場合は予め再計算を行う間隔を決めておき，
各インターバルごとにそれぞれの変数の値を再計算する形式が一般的である．
この二つの駆動方式のどちらがより有効かについては入力側の値が変化する頻度に依存する．
そのうち，変化の頻度が少ない場合は push 方式の方が優れている．push 方式は入力側の値が変
化した際に，即時反応して再計算を行って出力側の値を更新するため，入力から出力が得られる
までのタイムラグを小さく抑えられるためである．もしこれを pull 方式で表現した場合，再計算
の間隔が大きすぎる場合は入力側の値が変化してから出力側の値が更新されるまでのタイムラグ
が大きくなり，リアルタイム性が下がってしまう．また，再計算の間隔が小さすぎる場合は入出
力のタイムラグは小さいが，入力側の値が変化していないような場合でも再計算が行われてしま
うため，不要にメモリを圧迫することとなってしまう．したがって，ユーザーからのボタンクリッ
クやキーの入力など，離散的に発生するような入力を扱う場合は push 方式を採用することが推
奨される．
また，入力側の変化の頻度が高い場合は push 方式よりも pull 方式の方が優れている．push
方式では変化したタイミングごとに再計算を行うため，連続的に変化するような値を扱う場合は，
極めて短い間隔で再計算を行う必要が出てくる．その結果，大量の再計算によってメモリ効率や
パフォーマンスの低下を多く引き起こすこととなる．その点，pull 方式の場合は変化に寄らず再
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計算を行うタイミングを固定しておくため，過剰な再計算によるメモリの圧迫を抑え，一定以上
のパフォーマンスを維持することが可能である．したがって，時間によって連続的に変化してい
くアニメーションや現実世界のモニタリングなど，連続的に与えられる入力を扱う場合は pull 方
式を採用することが推奨される．なお，場合によっては離散的に変化する入力と連続的に変化す
る入力を同時に扱いたい場合がある．そういった場合は，平時は pull 方式を用いて実行し，離散
的な入力が発生した場合にのみ push 方式を用いることで双方の恩恵を得ながら実行することが
可能である．このようなアプローチは push-pull 方式と呼ばれる．
2.2 FRP
前節で述べた RPの手法を関数的に実現したパラダイムが FRPである．FRPは Elliott，Hudak
による論文 [14] が原形になっており，プログラミング言語 Haskell を中心に発展してきた．FRP
では離散的に変化する時変値をイベントと，そして連続的に変化する時変値をふるまいと呼ぶ．
イベントにおける値の変化を発生と呼び，イベントの発生は，変化が起こった時刻と変化した値
の組として表現することが可能である．このときイベントは発生のリスト，すなわち時間と値の
連想リストとして表現される．また，ふるまいは時間を引数に取ってその時の値を返す関数とし
て表現することが可能である．
type Event a = [(Time, Value a)]
type Behavior a = Time -> Value a
そして，FRP によるプログラムを動かす場合，入力がイベントの場合は push 方式を，入力が
ふるまいの場合は pull 方式を採用すると効率的に実行することが可能である．これはイベントが
離散的に変化する値であり，ふるまいが連続的に変化するためである．
2.3 CFRP と AFRP
FRP にも種類があり，値と関数のどちらに着目するかによって，classical functional reac-
tive programming (CFRP)[14, 30, 23, 13, 31] と arrowized functional reactive programming
(AFRP)[17, 21, 9] の二種類に分類される．
CFRP は FRP の先駆けとなっている論文 [14] を元に開発された GUI ライブラリ Fran の血
を直接引くパラダイムであり，この方式を採用しているライブラリは Fran の他に Fudgets [16]，
Phooey[13, 12]， reactive-banana[7] など数多く存在する．CFRP は，イベントやふるまいといっ
た時変値に着目する．これら時変値を組み合わせることによってプログラムを構築する．より具
体的に言えば，イベントやふるまいを変換させたり，結合を行うことによって一つの時変値を構
築する．特に Haskell ではイベントやふるまいが Functor や Monad，Applicative といった型
クラスに属しているため，マッピングやフィルタリング，do 記法などの Haskell プログラマーに
とってなじみ深い関数や実装スタイルを活用することができる．
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一方で AFRP は文字通りアローを活用した FRP となっており，このパラダイムを使用して
いるライブラリは Fruit[9] や，Yampa[10, 15, 6] ， Netwire[2] などが存在する．AFRP は，イ
ベントやふるまいそのものに着目するのではなく，それら時変値を変化させる遷移関数を考え
るパラダイムである．このパラダイムでは，それら遷移関数を組み合わせることによって一つの
プログラムに仕上げる．CFRP における時変値と同様に， AFRP における遷移関数も Monad，
Applicative などの型クラスに属しているため Haskell らしい関数を駆使することが可能である．
更には， Monad 型クラスを一般化した Arrow 型クラスのインスタンスでもあり，これによって，
遷移関数は Monad 型クラス以上に多様な結合関数を利用することが可能である．遷移関数を直列
に結合する以外にも，並列結合や入力の特定の部位に遷移関数の適用を行わせるなど，より柔軟
な配線が可能となっている．
2.4 Yampa
本論文では，AFRP ライブラリの中で最も主要な Yampa[10, 15, 6] を使用する．Yampa は最
初の FRPライブラリである Fran[14]に基づいて Yale Haskell Group1 により開発された Haskell
の AFRP ライブラリである．FRP の駆動方式は pull 方式に基づいている．Yampa では，イベ
ントやふるまいのような時間によって変化する値をシグナルと呼ぶ．そのうち離散的に発生する
イベントシグナルは，次のように Event 型で表される:
data Event a = NoEvent
| Event a
Event 型の値は，イベントが発生していない時は NoEvent ，値が発生しているときは Event
を構成子に持つ値として表現される．この型は Maybe 型と同型であり，NoEvent は Nothing に，
Event は Just にそれぞれ対応している．また， Yampa が提供している変換用の関数を通して，
Maybe 型の値からイベントシグナルを生成することも可能である．
一方で，連続的に変化するふるまいを表現するシグナルに対しては，専用の型が与えられてい
ない．　 Event 型の値として表されない一般のシグナルはふるまいとみなされる．
また，Yampa ではシグナルを更新するための遷移関数をシグナル関数と呼ぶ．シグナル関数は
SF という型で表される:
data SF a b = SF {sfTF :: a -> (SF’ a b, b)}
内部構造に着目すると，SF 型は継続シグナル関数を生成する関数 sfTF として表される．より
具体的に言うと，シグナル関数に入力シグナルが与えられた時，その sfTF 関数では与えられた
入力シグナルを引数として，シグナル関数を実行した時刻における出力と型 SF’ で表現される継
続シグナル関数を生成する．同様に，継続シグナル関数では入力シグナルと再計算までの時間差
を引数として，出力シグナルの計算が行われ，それによってさらに継続シグナル関数が更新され
ていく．この継続シグナル関数の更新は再計算の度に連鎖的に行われる．このはたらきによって，
1http://haskell.cs.yale.edu/
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次々に与えられる入力シグナルの値をシグナル関数の内部で保持したり，シグナルの挙動を途中
で切り替えたりすることが可能となっている．
シグナル関数は Category 型クラスや Arrow 型クラスのインスタンスであるため，シグナル関
数を構築する際に有効な演算子を使用することができる．以下にその演算子の例を載せる:
arr :: (a -> b) -> SF a b
(>>>) :: SF a b -> SF b c -> SF a c
(&&&) :: SF a b -> SF a b’ -> SF a (b, b’)
(***) :: SF b c -> SF b’ c’ -> SF (b, b’) (c, c’)
first :: SF a b -> SF (a, id) (b, id)
second :: SF a b -> SF (id, a) (id, b)
これらの中で一番基本となるプリミティブな関数が arr である．この関数は純粋な型を持つ関
数をシグナル関数へ持ち上げる作用がある．これまでに与えられた入力を保持しておく必要がな
い関数については，純粋な関数をシグナル関数にすることによって実装することが可能である．次
に，コンビネーター (>>>) は二つのシグナル関数を直列に連結させる働きを持つ．具体的には，
第一引数として与えられたシグナル関数を実行し，そのあとで第二引数として与えられたシグナ
ル関数を実行する．この時，第一シグナル関数から得られた出力シグナルがそのまま第二シグナ
ル関数に入力シグナルとして与えられる．
シグナル関数の結合に関しては，直列結合の他に並列結合を行うコンビネーターも提供されて
いる．並列結合では，それぞれのシグナル関数を直接的には互いに干渉しないように動かすこと
ができる．並列結合を行うコンビネーターとして，本節では (&&&) と (***) を紹介する．これら
は，二つのシグナル関数を並列結合するという点は同じであるが，各シグナル関数に与えられる
入力シグナルについて違いがある．コンビネーター (&&&) では，引数として与えられた二つのシ
グナル関数に与えられる入力シグナルが常に一致する．コンビネーター (&&&) によって結合され
たシグナル関数に入力シグナルが与えられた場合，その値はそのまま複製され，引数として与え
られた二つのシグナル関数にそれぞれの入力シグナルとして送られる．そして，各シグナル関数
から得られた二種類の出力シグナルが，結合されたシグナル関数全体の出力シグナルとなる．ま
た，コンビネーター (***) では，引数として与えられた二つのシグナル関数に与えられる入力シ
グナルが一般には一致しない．このコンビネーターを通して結合されたシグナル関数は，二種類
の入力シグナルを受け取り，それぞれが並列に配置されたシグナル関数に対する入力シグナルと
なる．そして，各シグナル関数から得られた二種類の出力シグナルが，結合されたシグナル関数
全体の出力シグナルとなる．なお， Yampa では一つのシグナル関数に対して入力，あるいは出
力シグナルが複数存在する場合，これをタプル結合の組み合わせによって表現することに留意す
る必要がある．従って，タプルの値を持つ単一のシグナルと，タプルとして表現される二つのシ
グナルは同一の表現となっている．
純粋な関数を持ち上げるプリミティブ関数やシグナルを結合させるコンビネーターの他にも，
単線のシグナル関数を複線化させる関数 first および second は重要である．これらの関数は，
いずれも単一のシグナル関数を引数にとる．これらの関数によって複線化されたシグナル関数は，
その入力シグナルおよび出力シグナルの種類が増える．このとき，追加された種類の入力シグナ
ルは特に変換が行われることはなく，そのまま出力シグナルになる．また，この素通しするシグナ
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ルが，内部に埋め込まれたシグナル関数に直接干渉することもない．first 関数と second 関数
は，引数として受け取った関数を複線のどちら側に配置するかによって使い分ける．前者は複線
の一番目に，後者は複線の二番目に配置する場合に使用する．また，これらの関数は並列結合を
行うコンビネーター (***) によって表現することが可能であり，first 関数は (*** identity)
と，second 関数は (identity ***) と同義である．なお， identity とはシグナルを素通りさ
せるシグナル関数である．
シグナル関数は関数本体を表現するための長方形と入出力シグナルの経路を表す矢印を組み合
わせたような図を用いて視覚的に表現することが可能である．このようにシグナルの流れを図示
することによって，シグナル関数の構造や各処理の関係が把握し易くなる．図 2.1は，一般のシ
グナル関数および上記で紹介した基本的な関数によって構築されたシグナル関数を図示したもの
である．
図 2.1: プリミティブなシグナル関数の図示
シグナル関数の基本的な演算子を駆使することで，計算を行う時刻の入力シグナルにのみ依存
して出力シグナルを得るシグナル関数を構築することが可能になる．その例として，三つの動的
に変化する値の相加平均を計算するシグナル関数を考える．考察する関数は三つの入力シグナル
を持ち，それらは実数の範囲で連続的に変化する．また，この関数は一つの出力シグナルを持ち，
計算を行う時刻における三つの入力シグナルの値の相加平均が得られる．このような働きをする
シグナル関数 average3 は一例として次のように表現することが可能である:
average3 :: SF (ThreeSignals Double) Double
average3 = add3 &&& constant 3 >>> divSF
where add3 = first addSF >>> addSF
type ThreeSignals a = ((a, a), a)
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addSF :: Num a => SF (a, a) a
divSF :: Fractional a => SF (a, a) a
constant :: b -> SF a b
ソースコード 2.1: Yampa:相加平均
ここで，addSF は二つの入力シグナルの和を，divSF は二つの入力シグナルの除算を計算し，
その結果を出力シグナルとして返すシグナル関数である．また，関数 constant は引数として与
えられた値を出力シグナルとして常に返し続けるシグナル関数を生成する．相加平均を計算する
シグナル関数 average3 では，入力シグナルによらず，常に母数である 3 を返す目的で使用して
いる．
なお，シグナル関数 average3 は図 2.2のように図示することができる．シグナル関数の実装
を行う際は，まずこのような図を考えることで実装の見通しが立てやすくなる．
図 2.2: シグナル関数 average3 の図示
この average3 の例のように，シグナル関数の実装手段の一つは，小さなシグナル関数をパイ
プのように連結させることによって構築していく方法である．このような実装方式は，具体的な
値ではなく関数単位に着目して結合させるためコードが短くなり，単純な例であれば各シグナル
関数による処理の関係が把握し易い．その一方で，入出力シグナルの数が多くなり，シグナル関
数同士における関係が複雑化すると，シグナルの流れやシグナル関数の働きを管理しながら配線
を行うことは困難になる．そういう場合は do 記法を利用した Paterson の糖衣構文 [22]を導入す
ることによってシグナル関数の実装を円滑に進めることが可能である．その構文では一般のシグ
ナル関数を次のように表す:
proc　 inp -> do
oup1 <- sf1 -< inp1
oup2 <- sf2 -< inp2
...
oupN <- sfN -< inpN
returnA -< oup
上記の糖衣構文で表されるメインのシグナル関数は，proc 関数の直後に置かれている変数 inp
　が入力シグナルを表し，returnA に与えられている変数 oup が出力シグナルを表している．ま
た，中間の行に着目すると，キーワード -< と <- の中間に配置されている値は，実装内部で使
用されているシグナル関数である．このとき，キーワード -< の右側がその入力シグナル，キー
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ワード <- の左側が出力シグナルとなっている．この構文を使用すると，シグナル関数の配線の
中間で生成されるシグナルに対して一時的に名前を付けることができる．その名前を使って，各
シグナル関数を動かすことができるため，シグナル関数同士の関係が複雑に絡み合っている場合
でもその定義を把握および記述することが容易になる．例として，三つの動的な値の平均値を計
算する先ほどのシグナル関数 average3 については，この糖衣構文を用いて次のように実装する
ことも可能である:
average3 :: SF (ThreeSignals Double) Double
average3 = proc　((x, y), z) -> do
valTemp <- addSF -< (x , y)
valSum <- addSF -< (valTemp, z)
let numberOfData = 3
val <- divSF -< (valSum, numberOfData)
returnA -< val
ソースコード 2.2: Yampa:糖衣構文による相加平均
ただし，この構文で使用されている let 記法については
let oup = inp == oup -< arr id -< inp
という同値関係が成立する．上記の例では母数である 3 に名前を付ける目的で使用している．
average3 関数を通して，計算を行う時刻における入力シグナルのみを使って出力シグナルを
計算するシグナル関数の実装例を見てきた．しかし，シグナル関数の中にはこれらの機能だけで
は実装不能な例もある．例えば，入力として与えられてきたこれまでのシグナルの総和を出力シ
グナルとして返すようなシグナル関数を実装する場合，計算する時刻におけるシグナルの値だけ
で計算することはできない．この場合，何らかの方法によって，これまでに与えられてきた入力
シグナルを，シグナル関数内部に保持する構造が必要になる．Yampa ではこれらを行うために便
利な演算子を用意している．それが次に示す loop 関数および loopPre 関数である:
loop :: SF (a, p) (b, p) -> SF a b
loopPre :: b -> SF (a, p) (b, p) -> SF a b
loop 関数も loopPre 関数も，二種類の入力シグナルから二種類の出力シグナルを生成するよ
うなシグナル関数を引数に取る．これらの関数を適用すると，二番目の出力シグナルと二番目の
入力シグナルが連結され，入力と出力を一つずつ持つシグナル関数が生成される．
loop 関数と loopPre 関数の違いは連結されたシグナルを利用する時刻にある．ある時刻にお
いて，loop 関数によって閉じられたシグナル関数を実行すると，その時刻で得られる閉じられた
二番目の出力シグナルがそのまま同じ時刻の二番目の入力シグナルとなって与えられて，最終的
な出力シグナルが決定される．これらの入出力は同じ時刻上で行われることに気を付ける必要が
ある．この特徴によって，互いの入出力が複雑に絡み合ったシグナル関数を実装することが可能
となる．
また，loopPre 関数は閉じられたシグナルの伝達を遅延させる．loopPre 関数によって閉じら
れたシグナル関数を実行すると，その時刻における二番目の出力シグナルが次の時刻における二
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番目の入力シグナルとして与えられる．この閉じられたシグナルが持つ遅延性がシグナルの内部
状態を保持することに役立っており，今までの入力シグナルの値を使って動くようなシグナル関
数を構成することができる．
ちなみに，図 2.3は，loop 関数および loopPre 関数によって作られるシグナル関数を図で表
したものである．
図 2.3: シグナル関数 loop ， loopPre の図示
loop を使用して構成するシグナル関数の例として，二桁までのカウントアップを行うシグナル
関数 counterSF を考える．この関数における入力シグナルは離散的なユニットイベントであり，
このイベントが発生する度にシグナル関数の内部で管理しているカウンターが一つ増加する．ま
た，この関数の出力シグナルは二つの Int 型の値であり，片方は一の位，もう片方は十の位を表
現している．ただし， 99 の次のカウントは 00 に戻るものとする．
シグナル関数 counterSF を実装するために，その内部では一桁分を表現するために導入され
た補助的なシグナル関数 oneDigitCounter が，一の位用と十の位用で二つ使用されている．こ
のシグナル関数の入力シグナルはイベントシグナルである．イベントが発生すると，そのシグナ
ル関数が管理しているカウンターの数値を一つ増やし，その時刻における繰り上がりの是非とそ
の値を出力シグナルとして返す．繰り上がりはイベントシグナルで表現される．カウントアップ
を行う時にシグナル関数内部で管理している値が 9 だった場合は，カウンターの値が 0 にリセッ
トされる．それと同時に，桁の繰り上がりを意味するためのイベントが出力シグナルとして発生
する．
このような働きをするシグナル関数 counterSF は，シグナル関数の結合を通して次のように
表現することが可能である:
counterSF :: SF Happen (Int, Int)
counterSF = loop $
mergeSF
>>> oneDigitCounter
>>> first oneDigitCounter
>>> arr (\((e,d10),d01) -> ((d10,d01),e))
oneDigitCounter :: SF Happen (Happen, Int)
oneDigitCounter = tagSF (+1)
>>> loop $
mergeSF
>>> accumHold 0
>>> arr (flip divMod 10)
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>>> first (arr (\x -> if x==1 then (Event ()) else NoEvent))
>>> arr dup
>>> second (tagSF (const 0).snd))
type Happen = Event ()
mergeSF :: SF (Event a, Event a) (Event a)
tagSF :: a -> SF Happen (Event a)
ソースコード 2.3: Yampa:二桁カウンター
ここで，mergeSF 関数は二つのイベントシグナルを一つにまとめ上げるためのシグナル関数で
ある．その働きは入力シグナルとして与えられるイベントシグナルのうち，もし発生しているイ
ベントがあればその値を，なければイベントが発生していないことを表す NoEvent を返すもの
である．双方の入力シグナルが同時にイベントを発生させていた場合についてはどちらの入力シ
グナルを優先させるか，あるいは何らかの方法で融合させるかを考える必要がある．この例では
繰り上がりを表すためのユニットイベントシグナルを連結させる目的でのみ使用しており，双方
同時に入力シグナルが発生する場合でも片方のみ発生した場合と同様にユニットイベントシグナ
ルを出力として返す．
また，tagSF 関数はイベントシグナルにタグ付けを行うためのシグナル関数である．ユニット
イベントシグナルの形で表現される入力シグナルが発生すると，あらかじめ決められた値を持た
せた出力シグナルを返すものである．
なお，本例で実装したシグナル関数 counterSF と oneDigitCounter を図示すると，それぞれ
図 2.4 および図 2.5 となる．
loop 関数および loopPre 関数によって作られるシグナル関数を図で表したものである．
図 2.4: シグナル関数 counterSF の図示
図 2.5: シグナル関数 oneDigitCounter の図示
上記の定義は，個々のシグナル関数から得られたシグナルを別のシグナル関数へ配線を組み
替えながら引き継いでいるために複雑で長い定義となっている．それに対して，先ほど紹介した
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Paterson の糖衣構文を利用すると次のようにこれらの関係が明瞭になる:
counterSF :: SF Happen (Int, Int)
counterSF = proc einp -> do
rec
e <- mergeSF -< (einp, e10)
(e01, d01) <- oneDigitCounter -< e
(e10, d10) <- oneDigitCounter -< e01
returnA -< (d10, d01)
oneDigitCounter :: SF Happen (Happen, Int)
oneDigitCounter = proc einp -> do
e1 <- tagSF (+1) -< einp
rec
e <- mergeSF -< (e1, e2)
v <- accumHold 0 -< e
let (d, m) = divMod v 10
let ee = if d==1 then (Event ()) else NoEvent
e2 <- tagSF (const 0) -< ee
returnA -< (ee, m)
ソースコード 2.4: Yampa:糖衣構文による二桁カウンター
do 構文の内部で使用されている rec はフィードバックループを表現する loop 関数に対応す
る構文である．この構文を活用することによって変数の中身を定める前にその変数を使用した関
係を記述することが可能となる．それによって do 構文が持つ，関数の逐次性を排除することが
可能となっている．なお，実装面に着目するとあらゆるシグナル関数の処理は純粋な関数一つと
それを包む loopPre 関数で表現することが可能である．[20] その点に着目すると本例を次のよう
に実装することも可能である:
counterSF :: SF Happen (Int, Int)
counterSF = loopPre func
where func (NoEvent , st) = dup st
func (Event (), st) = dup (add1 st)
add1 ( 9, 9) = ( 0, 0)
add1 (d10, 9) = (d10+1, 0)
add1 (d10, d01) = ( d10, d01 + 1)
dup x = (x, x)
ソースコード 2.5: Yampa:簡約された二桁カウンター
この実装スタイルを採用して純粋な処理関数を定義する場合，タプルの形で表現される二つの
入力と二つの出力を伴う．これらのうち，入出力に表れるタプルのうち二番目の値はシグナル内部
で保持する値を表現するために使用される．looopPre で保持を行う箇所を閉じることによって，
その時刻における状態を次の時刻におけるシグナルの計算へ向けて持ち越すことを可能にしてい
る．この実装方式では，入力シグナルの値や内部で保持している状態によるパターンマッチを通し
て，行うべき処理の定義を行う．counterSF 関数の定義において，これまでは oneDigitCounter
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という補助シグナル関数を定め，それを counterSF 内で使用することによって意図するカウン
ターの実装を行っていた．しかし本例では，一つの大きい純粋な関数を loopPre で閉じることに
よって，一度にまとめて定義を行っている．なお，本章では紹介しないが複数の実装スタイルと
組み合わせて，シグナル関数を複合的に実装することも可能である．
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第3章 Haskell における GUI ライブラリ
本章では Yeooey および Neooey[32] の開発に当たってその内部で使用されている，あるいは
その着想に影響を与えているライブラリについて言及する.
3.1 wxWidgets
wxWidgets[26, 25]は C++で記述されている GUIツールキットである．クロスプラットフォー
ムに扱えるという特長を持ち，Windows， macOS， Linux といった多くの OS で動かすことを
可能にしている．C++ で記述されていることから実行が高速であり，wxWidgets を利用するに
あたって他のソフトを用意する必要がない．また，他のプログラミング言語からでも使用可能にす
るために各種バインディングが用意されている．例えば Python で扱うための wxPython[28, 27]，
Perl で扱うための wxPerl[4]，C# で扱うための wx.NET[5] がある．それ以外にも PHP， Java，
Lua， Lisp， Erlang， Eiffel， BASIC， Ruby， JavaScript といったかなり多くのバインディン
グが用意されている．Neooey および Yeooey では Haskell で扱えるようにするために wxHaskell
[19, 18]という wxWidgets のバインディングを使用している．
3.2 wxHaskell
3.2.1 wxHaskell の概要
wxHaskell[19, 18] は前節で述べた GUI ライブラリwxWidgetsを関数型言語Haskellで扱える
ようにした GUI ツールキットである．とあるプログラミング言語で記述されたライブラリを別
のプログラミング言語で使用できるようにすることをバインディングと呼び，Haskell は C 言語
で記述されたライブラリをバインディングできる機能，foreign function interface (FFI) を備え
ている．GUI ライブラリwxHaskellはwxWidgetsをHaskellにバインディングして実装されてい
る．同様のライブラリとしては他に GUI ツールキットGtk+[24]をバインディングしたものであ
る，Gtk2hs[1]というツールが存在する．これら二つが HaskellでGUIを扱うツールとしては双
璧となっており，よりハイレベルなGUIはこれらのライブラリのラッパーとして設計される．
3.2.2 wxHaskell の簡単な例
まず，単純なGUIの例を通してwxHaskellの概要を述べる．図 3.1はwxHaskellで実装された
GUIの例である．このGUIは単純なメッセージとともに， “Quit” と書かれたボタンが一つだけ
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図 3.1: wxHaskellによるGUIの例
設置される例である．そして，そのボタンが押されるとウィンドウが閉じられるようになってい
る．このGUIを wxHaskellで実装すると，次のように表される：
main :: IO ()
main = start hello
hello :: IO ()
hello = do
f <- frame [text := "Hello!"]
p <- panel f []
quit <- button p [text := "Quit", on command := close f]
set p [layout := margin 10 $
column 5 [label "Hello wxHaskell", widget quit]]
set f [layout := widget p]
ソースコード 3.1: wxHaskell:Hello World
wxHaskellでは IO ()型で表現される関数を定義することによって，GUIを実装する．実装し
た関数は直接呼び出すことはできないが，wxHaskellが提供するGUI実行用の関数 startへ引数
として与えて呼び出すことでGUIとして起動することができる:
start :: IO a -> IO ()
ソースコード 3.1では関数 helloでGUIの本質的な実装を行っている．wxHaskellの場合GUI
は概ね:
• 各ウィジェットの作成
• イベント処理の設定
• レイアウトの設定
の順番で記述される．ただしイベント処理の設定については，簡単に設定可能な場合はウィジェッ
トの作成時に同時に済ませる場合もある．実際にソースコード 3.1でもそのように行われている．
この例で使用されている各関数の紹介については次小節で行う．
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3.2.3 ウィジェット
本小節ではいくつかのウィジェットおよびウィジェットを生成する関数について紹介する．ウィ
ジェットとはGUIの構成単位のことである．ウィジェットにはボタンやテキストエントリ等の通常
入出力を担うコントロールやそれらを取りまとめるパネルやコンテナ，ウィンドウ全体を表すフ
レームやダイアログ等がある．GUIを構成する時，ウィジェットは階層構造をとる．特にwxHaskell
ではウィジェットを作成する際，そのウィジェットを指し示すウィジェットハンドラが作られる．
このハンドラに働きかけることによってウィジェットのレイアウトやイベント処理などを記述す
ることができる．
wxHaskellではウィジェットを作成する際に専用の関数を呼び出す．それらの関数には通常，引
数として所属する親ウィジェットのハンドラとそのウィジェットが持つプロパティリストを引数と
して与える．また，ウィジェットハンドラの型もウィジェットの種類ごとに用意されている．プロ
パティリストはウィジェットが持つ諸情報のことであるが，詳しくは次小節で述べる．以下にそ
れらの関数のいくつかを紹介する．
フレームとはメインウィンドウ，すなわちウィンドウ全体の事を指す．フレームには親ウィジェッ
トが存在しないため，フレームを生成するための関数 frameはプロパティリストのみを引数にと
り，親ウィジェットのハンドラは引数としてとらない．このとき生成されるウィジェットハンドラ
の型は Frame ()である．フレームは他の意味でも使用される用語のため，本論文ではこれをメ
インフレームと呼んで区別する:
frame :: [Prop (Frame ())] -> IO (Frame ())
パネルは複数のウィジェットを管理したり，描画領域を確保する等の目的で使用されるコンテ
ナウィジェットである．パネルは panel関数を通して作成することができ，そのウィジェットハ
ンドラの型は Panel ()である．Frame ()型や Panel ()型など，ほとんど全てのウィジェット
を表現するハンドラ型は Window a型の表現の一つであるため，これらを親ウィジェットとして第
一引数に与えることができる．特にメインフレームの直下に配置されることも多く，そのような
パネルを本論文ではメインパネルと呼ぶ:
panel :: Window a -> [Prop (Panel ())] -> IO (Panel ())
コントロールはユーザーやシステムによる入力を感知し，その値や操作に応じて発生するイベ
ント処理の結果を反映させるウィジェットである．例としてマウスクリックによってイベントが発
生するボタン，ユーザーが入力することができるボックスであるテキストエントリ（入力欄，テ
キストコントロールとも呼ばれる），マウスドラッグによってつまみを操作して度数を指定する
スライダーなどがある．厳密に言えば前述したメインフレームやパネルについてもマウスクリッ
クなどの入力を感知する機能を持つためコントロールと呼べるが，本論文ではメインフレームや
メインパネル，コンテナと区別するためにそれらを含めない．またコントロールも他の意味でも
使用される用語のため，本論文ではコントロールウィジェットと呼ぶ．
コントロールウィジェットを生成するための関数はたくさん存在するが，そのうち本論文では
次の四つを紹介する:
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button :: Window a -> [Prop (Button ())] -> IO (Button ())
textCtrl :: Window a -> [Prop (TextCtrl ())] -> IO (TextCtrl ())
staticText :: Window a -> [Prop (StaticText ())] -> IO (StaticText ())
hslider :: Window a -> Bool -> Int -> Int
-> [Prop (Slider ())] -> IO (Slider ())
button は一般的な長方形のボタンを生成するための関数である．イベント処理の開始をGUI
に伝える目的で使用する．ボタンに表示されている文字列やボタンが押された際の挙動をランタ
イムで変更することも可能である．次に，textCtrl はユーザーによって入力することができる
テキスト欄を生成する関数である．生成されるウィジェットは結果の出力用に使用したり，イベン
ト処理用の入力に使用することが一般的となっている．一方で，staticText はユーザーによっ
て入力することができないテキスト欄を生成する関数である．表示されるメッセージはイベント
の発生によって変更することができる．生成されるウィジェットは結果の出力用に使用したり，固
定の文字列を表示する目的で使用する．hslider はつまみをマウスドラッグすることによって度
数を指定することができるスライダーウィジェットを作成する関数である．スライダーウィジェッ
トは主に入力用のコントロールウィジェットとして使用されるが，程度を視覚的に表現するため
の手段として出力目的で使用することも可能である．このウィジェット関数は親ウィジェットハン
ドラとプロパティリストの他に程度の閾値を設定するための引数をとる．第二引数の Bool はつ
まみが示す値が離散的かどうかを表す．True のときは必ず整数値をとり， False のときは実数
値をとる．また，第三引数と第四引数の Int 値は閾値の最小値と最大値をそれぞれ表している．
3.2.4 プロパティ
GUIの各ウィジェットはそれぞれプロパティリストと呼ばれる情報を持っている．プロパティ
リストはウィジェットの特徴を示すプロパティの集合であり，各プロパティは属性名と属性値の対
応として定義されている． wxHaskell ではプロパティの型を Prop a，属性の型を Attr w a と
して定めている．なお，属性の型について w はその属性を保有するウィジェットの型，a は保有
する属性値の型を表している．また，一つのプロパティは次の形をとる:
属性名 := 属性値
プロパティリストはウィジェットを生成する際や属性を更新する関数 set を使用することで設
定することができる．設定できる情報はサイズや文字列の他，イベントが発生した際に行わせる
処理を与えることができる．また，イベント発生時等にウィジェットが持つ属性値を参照する必
要があるときは get 関数を通して情報を取得することが可能である:
set :: w -> [Prop w] -> IO ()
get :: w -> Attr w a -> IO a
属性名の種類は多数存在するが，そのうち本小節では text，on command，layout の三つを取
り上げて述べる:
text :: Textual w => Attr w String
on command :: Commanding w => Attr w (IO ())
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layout :: Form w => Attr w Layout
型が示しているように，属性名に対して専用の型クラスが用意されている．そして，その型ク
ラスに属しているウィジェットにのみその属性の使用が許されている．text属性は Textual型ク
ラスに，on command属性は Commanding型クラスに，layout属性は Form型クラスに属してい
るウィジェットが使用できる．
text属性はウィジェットに表示されるための文字列情報を表す属性名である．メインフレーム
の場合はタイトルバーに表示される文字列，ボタンの場合はそのボタンに表示される文字列，そ
してテキストコントロールの場合はそのテキスト欄に表示する文字列を表す．
on command 属性は，コントロールウィジェットに対して特定の操作を与えた際に実行する処理
を表す属性名である．ボタンウィジェットの場合はクリックによって押された際に与えられてい
る処理が実行される．厳密にいえば，この属性はイベント名を属性化させる on によってイベン
トの種類である command を属性化させて構成している．イベントの種類については command の
他にも種類があり，目的に応じて別のイベント属性を構成することも可能である．例としてはラ
ジオボタンやスライダーなど項目が選択されることによって発生するイベント select や，テキ
ストエントリの文字列などウィジェットが保有している状態が外的な要因で変更されることによっ
て発生するイベント update， ウィジェット内に描画を行う際に発生するイベント paint などが
ある．
layout 属性はウィジェットのレイアウトを記述する属性である．GUI におけるレイアウトと
はウィジェットの視覚的な配置を意味している．wxHaskell ではレイアウトを表すための型とし
て Layout型が用いられる．レイアウトのより詳しい説明は次小節で言及する．
3.2.5 レイアウト
レイアウトを取り扱う関数を大別すると，次の四種類に分類される:
• ウィジェットが持つレイアウト情報を取得する関数:
ウィジェットが保有しているレイアウトの情報をウィジェットハンドラを通して取得する関
数である．widget 関数がこれに該当する．
widget :: Widget w => w -> Layout
• レイアウトを新しく生成する関数:
新しいレイアウトを作成する関数である．この種類の関数は他のレイアウト情報を引数に取
らない．例としては label 関数や space 関数などがある．label 関数は文字列を引数とし
て取り，それを静的な文字列として表示させる関数である．また，space 関数は横および縦
のサイズを引数にとり，与えられたサイズの分だけウィジェットやレイアウトが存在しない
空間を確保する関数である．
label :: String -> Layout
space :: Int -> Int -> Layout
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• 既存のレイアウトを変換する関数:
一つのレイアウトを引数にとり，受け取ったレイアウトに変換を施したのち更新されたレイ
アウトを返す関数である．例としては fill 関数や margin 関数などが挙げられる．fill
関数は空いているスペースを埋めつくすように与えられたレイアウトを拡大する．また，
margin 関数は与えられたレイアウトの外側に余白を作る関数である．
fill :: Layout -> Layout
margin :: Int -> Layout -> Layout
• レイアウトを結合する関数:
複数のレイアウトを引数に取り，それらを一つのレイアウトとして統合する関数である．水
平方向にレイアウトの結合を行う row 関数や垂直方向にレイアウトの結合を行う column
関数などがこれに該当する．この種類の関数は，引数として各レイアウトに挟まれる余白の
幅と，結合するレイアウトのリストを取る．
row :: Int -> [Layout] -> Layout
column :: Int -> [Layout] -> Layout
3.3 Phooey
3.3.1 Phooey の概要
Phooey[12]は wxHaskell をベースとして開発された Haskell の GUI ライブラリである．この
ライブラリは Elliott の論文 [13]で提案された FRP の手法を実現したものとなっている．その論
文内で提案されているイベントやリアクティブの関係，およびそれらを扱うための関数が Phooey
でも用いられている．Phooey は push 方式の CFRP に基づいており，より小さな GUI ユニッ
トを結合的に組み合わせることによって目的の GUI を実装する．それによってウィジェットご
とに内部の処理が分割されるため，簡潔に GUI を構築することができてミスも発生しにくい．
また，ソースの長さも短く，可読性が高くなりやすい．さらに， 各 GUI ユニットは Monad や
Applicaive 型クラスに属しているため，Haskell ユーザーにとって馴染みの深い関数や構文を駆
使してGUI を実装することができる．
3.3.2 Phooey における UI
Phooey の設計に関して，まずは Phooey における GUI ユニットの構造やその生成，実行を行
う関数について簡単に説明する．Phooey では，個々の GUI ユニットを UI 型の値で表現する．
それらはそれぞれが GUI ユニットとして成立するため，単体で動かすことも， また複数の GUI
ユニットを結合してより大きな GUI ユニットを形成することも可能である．各 GUI ユニットは
その内部に状態を更新するためのリアクティブな値や関数，およびレイアウトを情報として保有
しており，GUI ユニットを結合する際にレイアウトの結合や内部処理の合成が行われる．UI 型
は次のように表現される:
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type UI’ a = Win
-> IO ((a, CxLayout), Source Action)
type UI = ReaderT Win
(WriterT CxLayout
(WriterT (Source Action) IO))
実際に用いられているのはモナド変換子を駆使して実現している UI 型の方だが，直感的には
UI’ 型の関数として解釈することができる．モナド変換子は核となるモナドに別のモナドの性質
を付与する性質を持ち，これを用いることによって複数のモナドの性質を持つ単一のモナドを構
成することが可能になる．上記の UI 型の設計において使用されている変換子は Writer モナド
を変換子化させた WriterT と Reader モナドを変換子化させた ReaderT である．WriterT 変換
子は，核のモナドである IO アクションにレイアウト情報を保持させる目的で使用している．ま
た ReaderT 変換子は，核のモナドである IO アクションを外から与えられるメインパネルの情報
を参照して動く関数として扱えるようにしている．また， UI 型は保有する値を表すための型引
数を一つ持つ．例えば UI Int 型なら整数値を保有し，UI (Int -> String) 型なら整数を文字
列に変換する関数を保有する．
さらに細かく型を見ていくと，CxLayout はレイアウトを表現するための型であり，この型の
値は wxHaskell における Layout 型で表されるレイアウトへ GUI の起動時に変換される．また，
Source 型は時間によって変化する値の型を表している．特に，ユーザーの入力を感知する GUI
ユニットの型は UI (Source a) 型の値をとる．また，その逆で時間変化する値を元に出力を行
う GUI ユニットを生成する関数は Source a -> UI () 型で表される．Phooey は push 方式に
基づいているため，入力が与えられるとそれに関連付けられている他の値も再計算される．そし
て，構築された GUI ユニットを起動する際は runUIという関数を用いることによって達成する
ことができる．
runUI :: UI () -> IO ()
3.3.3 Phooey の例:ショッピングリスト
次は，より具体的な GUI の実装例を通して Phooey の特徴を説明する．取り上げる例は図 3.2
のようなフルーツのショッピングリストである．客はこの GUI を操作してリンゴとバナナの購入
量を決定することができる．各フルーツの購入可能な量はそれぞれ 0個以上 10個以内の整数値で
あり，これらはスライダーのつまみをドラッグすることによって変更することができる．GUI の
下部には購入するフルーツの総数を表示させるためのテキストエントリが置かれており，フルー
ツの購入量を変更すると同時に総数の再計算が内部で行われてテキストエントリ上に表示されて
いる数値も更新される．
このショッピングリストを表現する GUI は Phooey を用いて次のように実装される:
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sl0 :: Int -> UI (Source Int)
sl0 = islider (0, 10)
apples, bananas :: UI (Source Int)
apples = title "apples" $ sl0 3
bananas = title "bananas" $ sl0 7
total :: (Show a, Num a) => Source a -> UI ()
total = title "total" . showDisplay
shopping1 :: UI ()
shopping1 = title "Shopping List" $
do a <- apples
b <- bananas
total (liftA2 (+) a b)
ソースコード 3.2: Phooey:購入リスト
apples および bananas はそれぞれリンゴとバナナの購入量を指定するためのスライダーで
ある．スライダーの生成は Phooey が提供している関数 islider を通して行うことができる．
islider は引数を二つ取り，スライダーを生成する関数である．第一引数はスライダーの閾値，
第二引数は GUI 起動時につまみが指し示す初期値である．本例における最終的な GUI ユニット，
ui1x 関数の実装は UI 型が Monadや Applicativeといった型クラスのインスタンスとして定義
されていることを利用することができる．上記では do 記法によって実装がおこなわれていたが，
liftA2， (>>=) などの関数を利用することも可能である．例えば次のように実装を行うことに
より，より Haskell らしい結合的なスタイルでの表現が可能になる:
(.+.) :: Num a => UIS a -> UIS a -> UIS a
(.+.) = liftA2 (liftA2 (+))
fruit :: UI (Source Int)
図 3.2: PhooeyによるショッピングリストのGUI1
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図 3.3: PhooeyによるショッピングリストのGUI2
fruit = apples .+. bananas
shopping2 :: UI ()
shopping2 = title "Shopping List" $ fruit >>= total
また，Phooey では UI 型の GUI ユニットに働きかけることができるレイアウト関数がいくつ
か用意されている．この関数を使用することでウィジェットに命名したり，ウィジェットの位置関
係などを変えることが可能である．例えば，次のように fromBottom や fromRight 関数を補っ
た GUI ユニットを起動するとそのレイアウトは図 3.3のように変更される:
shopping3 = fromBottom $
title "Shopping List" $
fromRight fruit >>= total
3.3.4 Phooey の問題
以上が Phooeyについての簡単な説明である．この GUIライブラリを用いることで，wxHaskell
に残る C 系の言語由来の逐次的な実装スタイルから脱却し，Monad 結合などを活かしたHaskell
らしい結合的な構成スタイルが可能となる．その結果としてプログラムソースのサイズも短く簡
潔なものとなり，可読性や拡張性も高いものとなっている．しかしその分いくつか問題点もある:
• Phooey の開発が停止している:
Phooey の開発，維持は 2011 年 9 月 10 日のバージョン 2.0.0.1 で打ち止めとなっており，
それ以来更新が行われていない．そのため，Phooeyが内部で使用しているいくつかのモ
ジュールについてもすでにバージョンが古いものとなっている．
• 提供している GUI ユニット生成関数やレイアウト関数が少ない:
例で紹介したように，Phooey はスライダーやテキストエントリに関してはサポートをして
いる．サポートしている他のウィジェットの例としては，シンプルなボタンを生成する関数
も提供している．その一方で，その他のコントロールウィジェットを生成する GUI 関数に
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ついてはサポートが行われていない．また， GUI ユニットに働きかけることで視覚的に整
えることができるレイアウト関数についても，どちら側から (上下方向か，左右方向か) 配
置するかを指定する関数の他には提供が行われていない．そのため例えば余白を取ったり，
特定の方向に偏らせて配置したりなど，視覚的な細かい指定を行うことができない．
• GUI ユニットに指定できる属性が少ない:
また，Phooey はなるべく簡潔に使用できるように設計されていることもあり，提供されて
いる GUI ユニット生成関数についてもある程度の細かい情報は固定されており，ユーザー
によって指定することができない．Phooey は wxHaskell のようにウィジェットの属性を指
定する機能を持っていないため，ウィジェットを途中で選択不能にしたりなどの，値の入出
力そのものに関する属性以外のプロパティは表現することができない．
• 記述可能な GUI ユニット同士の関係が制限される:
Phooey では大きな GUI ユニットを構築するために小さな GUI ユニットを結合させるこ
とによって行う．このとき GUI ユニット同士の入出力や，その間の値の関係も記述するこ
とになる．これは依存関係が一方通行的で鎖状となっているような単純な例においては大き
な力を発揮する．しかし各ウィジェットが複雑に絡み合っているような例に関しては実装す
ることが困難である．実装が困難な例の一つとして，双方向的に影響を及ぼし合う GUI が
挙げられる．Phooey では GUI を結合する際に入力側の GUI ユニットと出力側の GUI ユ
ニットを明確に指定する必要がある．そのため例えば GUI ユニット A が入力側， GUI ユ
ニット B が出力側として結合すると A に与えられた入力で B が持つ状態を再計算させる
ことは可能だが，B に与えられた入力で A が持つ状態を再計算させることは不能となって
しまう．
• GUI ユニットの性質をランタイムに変更することが困難:
Phooey では GUI ユニットの構築時，あるいは GUI ユニット同士の結合時にウィジェット
のレイアウトや内部状態の関係を決定する．しかし後でその関係を変更する機能を持ってい
ないため，動的にそれらを変更することが認められていない．これはレイアウトについても
同様で，一度起動したらその状態でレイアウトが固定されてしまい，実行中にボタンなどの
イベントを通して表示されている GUI のレイアウトを変更するといった例を実装すること
ができない．
• pull アプローチに基づく GUI の実装が困難:
Phooey の下となった論文 [13]では push のみでなく pull アプローチの手法も提案してい
る．しかし実装上の都合で，実際に Phooey がサポートしているのは push 方式に基づく手
法に限られている．従って pull アプローチが適しているような株システムやロボティクス，
アニメーションなど，状態をリアルタイムに更新して表示させる必要があるようなGUI を
実装することが困難となっている．
これらの問題を解消させることが Neooey， および Yeooey 開発の動機づけとなっている．
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第4章 Neooey
本章では，Phooey で散見された問題を解決させるために我々が開発した GUI ライブラリ,
Neooey [32]について説明する．Neooey は Phooey で用いられている　GUI ユニットの構造を
ベースにして改良を加えたものとなっている．そして Phooey では表現することのできない GUI
を実装可能にすることを最大の目的に置いている．なお，ライブラリの名称は new と Phooey の
造語であり，“ニューイ”と発音する．これについては new UI の意味も込めて命名している．
4.1 Neooey　の概要
前述したように， Phooey で発生していた実装できる GUI の幅が狭くなってしまっている問
題の原因のひとつは，UI 型で表現される GUI ユニットがレイアウトと内部で管理する時変値の
関係の両方を保有している所にある． Neooey においては GUI ユニット同士を結合するタイミ
ングでのみレイアウトや内部で保有する値同士の関係を更新するため，必然的にそれらの結合関
係は同型であるものに限られてしまう．そこで Neooey では Phooey の UI 型が担っていた役割
を二分する．具体的に言えばウィジェットの配置関係などの主に視覚的な役割を担う UI ユニッ
トとウィジェット同士が保有する値同士の関係を記述するウィジェットアクションに分割する．ま
た，ウィジェットアクションについては GUI の実装に関して，wxHaskell のような逐次的な記述
と Phooey のような FRP による記述の両方を許容している．そのため双方の実装スタイルを適
宜使い分けながら GUI を作成することが可能である．
以前，我々は Phooey における GUI ユニットの役割を分離せずに汎用性を広げる方法を模索
したこともあった．しかし，ウィジェット結合時のレイアウトの配置とウィジェット間の値の依存
関係が乖離している場合，このギャップを強引に埋めるように実装するよりは役割を分離してそ
れぞれで実装する方が断然容易である．また，レイアウトを変えずに内部で行う処理の仕様を変
更したい場合，ウィジェットアクションの定義のみを差し替えるだけでよく，UI ユニットはその
まま使いまわすことが可能である．そういうこともあって， Neooey では GUI ユニットの役割
を分離する手法を選択した．次節からは UI ユニットとウィジェットアクションをそれぞれ紹介し
ていく．
4.2 UI ユニット
前述したように，Neooey において UI ユニットは GUI のうち視覚的な役割を担う．この UI
ユニットは結合的な性質を持っており，UI ユニット用の結合演算子を通して小さい UI ユニット
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を組み合わせて最終的なレイアウトを構築する．
また，UI ユニットはウィジェットのレイアウト情報の他にウィジェットハンドラを持つ．この
ハンドラはウィジェットアクションも保有しており，UI ユニットとウィジェットアクションを融
合させる際に互いのウィジェットハンドラの構造が関連付けられる．
このように Neooey では各 GUI ユニットがウィジェットハンドラを保有するため，一度結合し
てしまうと後からその関係を変更できないというPhooey で発生していた問題を解消させている．
4.2.1 UI ユニットの構造
本小節では UI ユニットの詳細な構造を説明する．UI ユニットの本質はメインフレームとメイ
ンパネルを参照して動く関数である．GUI の構造として共通している部分を後から参照する方式
にすることで、UI ユニットの実装を簡潔にすることを図っている．Neooey における UI ユニッ
トの型は UI である．この型の定義については直感的にはメインフレームとメインパネルのウィ
ジェットハンドラを引数として取り，ウィジェットハンドラとレイアウトの情報を結果として返す
関数として解釈することができる:
type UI a = MWin
-> Win
-> IO (a, Layout)
ただし MWin型と Win型についてはそれぞれ wxHaskellにおける Frame ()型および Panel ()
型に別の名前を宛てただけのシノニムである．また，レイアウト情報を示す Layout型は wxHaskell
で使用されている型と同一のものである．3.3.2節にあるように Phooey ではメインパネルのハン
ドラを引数にとる型として UI の型を定めていたが，Neooey ではメインフレームのハンドラも引
数にとるように拡張されている．そのため Phooey ではメインフレームに対するプロパティの設
定を行うことができなかったが， Neooey では指定可能になっている．型引数や返り値の型の中
に表れている多相型はUI ユニットが保有するウィジェットハンドラの型を表している．例えば単
一のボタンを表現する UI ユニットは UI (Button ()) という型を持ち，テキストコントロール
を表現する UI ユニットは UI (TextCtrl ()) という型を持つ．
なお，UI 型の実装は直感的には上記のように解釈することができるが，実際は UI ユニットを
単一のモナドとして取り扱えるようにするために，モナド変換子を用いたアクションとして実装
されている．この点についても Phooey における UI の特徴を継承している:
type UI = ReaderT MWin
(ReaderT Win
(WriterT Layout IO))
ただし Phooey における UI 型と Neooey における UI 型は型引数の役割が異なっていること
に気を付ける必要がある．Phooey の UI 型は動的に変化する値を保有しており，その動的な値を
表す型として使われていた．一方でNeooey の UI 型はウィジェット同士の動的な値の依存関係を
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記述しないため，この値を保有していない．その代わりに Phooey の UI ユニットが保有してい
なかったウィジェットハンドラを保有している．
UI 型の定義を見たところで，次小節からは UI ユニットに関係する関数について紹介を行う．
紹介する関数は UI ユニットを生成する関数，UI ユニットを結合する関数，レイアウトを生成，
付与する関数である．また，最後に UI ユニットを実行するための関数を紹介する．
4.2.2 ウィジェットを伴う UI ユニットの生成
UI ユニットを生成する関数はボタンやテキストコントロールなどのコントロールウィジェット
を生成する目的で使用する．この関数はプロパティやその他ウィジェットを生成するために最低
限必要な情報を引数としてとり，生成したウィジェットのハンドラおよびレイアウトを返す関数
となっている．なお，プロパティについては wxHaskell と同じ記法を採用している．以下にテキ
ストコントロールを扱う UI ユニットを作成する関数 textCtrlUI および一般的なボタンを扱う
UI ユニットを作成する関数 buttonUI を例として挙げる:
textCtrlUI :: [Prop (TextCtrl ())] -> UI (TextCtrl ())
buttonUI :: [Prop (Button ())] -> UI (Button ())
UI ユニットを生成する関数はその内部で wxHaskell が提供するコントロールウィジェット生
成用の関数を呼び出すように設計されている．関数名は wxHaskell が提供している関数の末尾に
“UI” を付けるという規則で命名している．
4.2.3 UI ユニットの結合
次は複数の UI ユニットを結合するための演算子を紹介する．UI ユニットの結合が行われた場
合，各 UI ユニットが歩数していたレイアウトの情報やウィジェットハンドラの構造についても結
合が行われる．
提供している演算子のうち主要なものは次の二つである:
(<->) :: UI a -> UI b -> UI (a, b)
(<|>) :: UI a -> UI b -> UI (a, b)
どちらの演算子も二つの UI ユニットを結合させるための演算子である．その違いはレイアウ
トの結合方向のみである．演算子 (<->) は水平方向に，演算子 (<|>) は垂直方向にレイアウト
を結合する．
一方，ウィジェットハンドラの結合についてはタプルを形成することによって表現する．結合
演算子の第一引数として与えられた UI ユニットのハンドラはタプルの第一要素に，結合演算子
の第二引数として与えられた UI ユニットのハンドラはタプルの第二要素に当てはめられる．例
えば UI (Button ()) 型の UI ユニットと UI (TextCtrl ()) 型の UI ユニットを結合すること
で得られる UI ユニットの型は UI (Button (), TextCtrl ()) であり，そのボタンとテキスト
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コントロールの二つのウィジェットハンドラを保有する形になる．なお，どちらの結合演算子を
用いても保有するウィジェットハンドラの構造は同じである．
また，ウィジェットハンドラの構造をタプルで表現するのは一般に UI ユニットの型が一致しな
いためである．例えばウィジェットハンドラの構造をリストで表現しようとすれば各要素が持つ
ウィジェットハンドラの型が一致する必要があるため，限られた場合でしか実現することができ
ない．
ところでそもそもウィジェットハンドラを保有する目的はウィジェットアクションを定義する段
階でウィジェット同士の処理の関係を記述することにある．このことは逆に，関係を記述するつ
もりのないウィジェットハンドラは UI ユニットが保有していても意味がないということである．
このような場合に備えて Neooey では保有するウィジェットハンドラを限定するための関数を提
供している．それが takeLeft 関数および takeRight 関数である:
takeLeftUI :: UI (a, b) -> UI a
takeRightUI :: UI (a, b) -> UI b
タプルで表されているウィジェットハンドラの構造に関して，takeLeft 関数はその左側のみを
抽出し，takeLeft 関数はその右側のみを抽出するものとなっている．
4.2.4 レイアウト関数
次はレイアウトを形成するための関数を紹介する．レイアウト用の関数は大別すると次の二種
類に分類することができる:
• UI ユニットにレイアウト情報を付与する関数
• レイアウトのみを持つ UI ユニットを生成する関数
UI ユニットにレイアウト情報を与える関数の働きはUI ユニットを引数に取り，そのユニット
が持つレイアウト情報を更新するものである．このとき引数として与えられた UI ユニットが保
有するウィジェットハンドラの構造に対しては変更が加えられることはない．レイアウトを付与
する関数の例として本小節では UI ユニットの端に余白を作る marginUI 関数と空きスペースを
埋めるようにレイアウトを拡大させる fillUI 関数を取り上げる:
marginUI :: Int -> UI a -> UI a
fillUI :: UI a -> UI a
また，レイアウトのみを持つ UI ユニットを作る関数は UI 型の値を引数に取らない．この種類
の関数を用いることでウィジェットとは直接関わらないレイアウトを作ることができる．得られ
る UI ユニットはウィジェットハンドラを保有していないため，その型は UI () となる．例とし
て本小節では静的なテキストラベルを作成する labelUI とウィジェットを配置しない領域を作成
する spaceUI を例として挙げる．
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labelUI :: String -> UI ()
spaceUI :: Int -> Int -> UI ()
4.2.5 GUI の実行
最後に，Neooey で作成された GUI ユニットを起動する際は次の runGUI 関数を用いる．
runGUI :: UI a -> Action
ここで，Action 型は IO () 型のシノニムである．UI 型の値が UI ユニットを表現しており，
これを引数に取ることで実際に動かすことができる．ウィジェットアクションを定義せずとも UI
ユニットを起動することは可能だが，その場合ウィジェット間に働く処理が定義されていないの
でレイアウトが確認できる程度の意味合いしかない．ウィジェットアクションを定義し， UI ユ
ニットに埋め込むには次節で述べる手法が必要となる．
4.3 ウィジェットアクション
ウィジェットアクションはウィジェット同士に成り立つ処理の関係やイベント処理などの実行的
な役割を担う GUI ユニットである．UI ユニットと同様でウィジェットアクションも結合的な性
質を持っているため，複数の小さなウィジェットアクション同士を結合させることによってより大
きなウィジェットアクションを作ることが可能である．また，ウィジェットアクションの実装スタ
イルはwxHaskell に類似した手法である逐次的なスタイルとPhooey に類似した結合的な CFRP
のスタイルの二通り提供する．
4.3.1 ウィジェットアクションの構造
ウィジェットアクションはメインフレームとメインパネル，ウィジェットハンドラの構造という
三つの情報を参照して動く関数として定義される．メインフレームとメインパネルに関しては UI
ユニットと同様に，GUI の共通する構造を引数化させたものである．また，ウィジェットハンド
ラの構造に関しては UI ユニットでは関数の返り値という形で結合しながらハンドラの構造を構
築したが，ウィジェットアクションではこれについても引数として取る．
具体的なウィジェットアクションの型である WidAct および WidAct’ の定義は次のようにモナ
ド変換子を用いて表現される．なお， WidAct’ 型についてはその構造を直感的に伝える関数形式
の表現 ArgWidAct’ も記載する:
type ArgWidAct’ w a = MWin
-> Win
-> w
-> IO (Source Action, a)
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type WidAct’ w = ReaderT MWin
(ReaderT Win
(ReaderT w
(WriterT (Source Action) IO)))
type WidAct w = WidAct’ w ()
ウィジェットアクションの型 Widact’ は二種類の多相的な型引数を取る．そのうち，上記の w
で表されている方ははウィジェットハンドラの構造を表す．また， WidAct’ 型には部分適用の形
式で実装されているため直接記述されてはいないが，ウィジェットの情報を返すアクションの場合
は返す情報の型となっている．意味のある値を返さないウィジェットアクションの場合は Widact
型が充てられる．
また，Source Action と表されているもう一つの返り値は CFRP の性質を利用してウィジェッ
トアクションを構築する時に使用する時変値である．CFRP のアプローチでウィジェットアクショ
ンを結合するとこの値に対する結び付けが行われる．
4.3.2 ウィジェットアクションの逐次的な構成
前述した通りウィジェットアクションの実装スタイルは二種類サポートしている．そのうちま
ずは逐次的に実装する際に使用する関数ついて述べる．逐次的なウィジェットアクションにとって
最も基本となる関数は属性の抽出や設定を行う関数 getF および setF である:
getF :: Attr attr val -> WidAct’ attr val
setF :: [Prop a] -> WidAct a
これらの関数は wxHaskell における get 関数および set 関数を元に作られている．逐次的な
実装スタイルで使用するウィジェットアクション用の関数の多くはこれらやその派生となる関数
を利用して実装されている．そのうち本小節では setWidAct 関数および setWidAct2 関数につ
いて述べる．
setWidAct :: Commanding a => WidAct a -> WidAct a
setWidAct2 :: Commanding a => WidAct b -> b -> WidAct a
これらの関数はウィジェットに対してイベントが発生した時に呼び出すウィジェットアクション
を設定するためのものである．内部実装としては on command 属性の設定を行うものであり，設
定された関数はボタンクリック等のコマンドによって呼び出されることになる．setWidAct 関数
は引数として与えられたウィジェットアクションが参照しているウィジェットハンドラに対してイ
ベント設定を行うものである．また，setWidAct2関数は引数として与えられたウィジェットアク
ションを，そのアクションが参照しているものとは別のウィジェットハンドラに対してイベント
設定を行うものである．
ウィジェットアクションはモナドのインスタンスであるため do 記法や (>>=) 演算子などを利
用して実装することが可能である．ただし (>>=) などによって複数のウィジェットアクションを
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結合する場合は互いのウィジェットアクションが参照するウィジェットハンドラの構造が一致して
いなくてはならない．もしこれらが一致していない場合は結合をあきらめるか，あるいは参照す
るハンドラの構造を一致させる必要がある．ウィジェットハンドラの構造を揃えるための関数と
しては拡張関数 right および left を用いる．
right :: WidAct’ b c -> WidAct’ (a, b) c
left :: WidAct’ a c -> WidAct’ (a, b) c
これらの関数はウィジェットアクションが参照するウィジェットハンドラの構造を拡張させるこ
とができる．拡張されたウィジェットアクションが参照するハンドラはタプルの形をとり，その
うちの片方が拡張前に参照していたハンドラになっている．以前参照していたハンドラがタプル
のどちら側に配置されるかについては関数名がそのまま表している．right 関数であればタプル
の右側に，left 関数であればタプルの左側に配属される．
また，入力用のウィジェットと出力用のウィジェットの関係が複雑でないようなGUIのウィジェッ
トアクションについてはより効率よく作成できるように widgetSPA 関数および widgetSPAC 関
数を提供している．
widgetSPA :: Commanding w’ => (w->w’) -> WidAct w -> WidAct w
widgetSPAC :: Commanding w’ => (w1->w’) -> WidAct w2 -> WidAct (w1, w2)
widgetSPA 関数を使用すると第一引数によって限定されたウィジェットハンドラがイベントを
発生させたときに第二引数で与えられたウィジェットアクションが起動するように設定させるこ
とができる．widgetSPAC 関数も widgetSPA 関数と同様に使用することができるが，こちらは入
力側のウィジェットアクションと出力側のウィジェットアクションが明確に分離されている場合に
利用することができて，最終的には入力側と出力側を連結させた一つのウィジェットアクション
を構築することが可能である．widgetSPAC 関数や widgetSPA 関数の第一引数にみられるように
ウィジェットハンドラの構造から特定のウィジェットハンドラの構造を抽出するための関数を我々
は調整関数と呼ぶ．
4.3.3 ウィジェットアクションの CFRP による構成
次にウィジェットアクションを CFRP 方式で実装するための関数について説明する．CFRP の
方式でウィジェットアクションを実装する場合，まず入力側と出力側の二種類のウィジェットアク
ションを準備することになる．それらを表すウィジェットアクションは次のような型で表される:
type IWidActS’ w a = a -> WidAct’ w (Source a)
type IWidActE’ w a = WidAct’ w (Event a)
type OWidAct’ w a = Source a -> WidAct w
IWidActS’ 型は入力側のウィジェットアクションであり，参照するウィジェットからのイベント
発生に応じて動的な値を変化させる．ちなみに引数の aは初期値を表している．また，IWidActE’
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型の値も入力側のウィジェットアクションであるが，こちらはウィジェットに与えられたイベント
の発生そのものを取り扱う．
一方で OWidAct’ 型の値は出力側のウィジェットアクションとなる．この関数は動的な値を引
数に取り，それらを捕集して出力を決定するアクションとなっている．
これらの型で表される入力側のウィジェットアクションと出力側のウィジェットアクションはモ
ナド結合によって動的な値の関係づけを行う．これによって CFRP の手法に基づいたウィジェッ
トアクションを実装することが可能である．より具体的な実装の手法については例を通して紹介
する．
4.3.4 ウィジェットアクションの UI ユニットへの埋め込み
最後に，作成したウィジェットアクションを UI ユニットに埋め込む関数 putWAinUI を紹介す
る．その型は次の通りである:
putWAinUI :: WidAct’ a b -> UI a -> UI a
この関数はウィジェットアクションと UI ユニットを引数に取り，ウィジェット内部で行う処理
が設定された UI ユニットを形成する．ただし，埋め込む際にはウィジェットアクションが参照す
るウィジェットハンドラの構造とUI ユニットが保有するハンドラの構造とが一致している必要が
ある．
4.4 Neooeyにおける実装例：カウンター
本節では実際に Neooey を使用し GUI を作成する例を挙げる．そしてその過程を通して効率
的な作成手順について説明する．また，ウィジェットアクションについては二通りの方法で実装
を行い，その比較を行う．
作成するGUIは図 4.1 が示すように二つのボタンがついたカウンターである．「+1」と書かれ
たボタンを押すことによってテキストエントリに表示されている数値が 1増加し，「−1」と書かれ
たボタンを押すことによってテキストエントリに表示されている数値が 1減少する．
このGUIをNeooey を用いて作成する場合次の手順に分けて行うのがよい．
(1) UIとウィジェットハンドラの型の作成
(2) 調整関数の作成
(3) ウィジェットアクションの作成
(4) ウィジェットアクションをUIに統合
まず始めに行う工程はUIとウィジェットハンドラの型の作成である．ウィジェットハンドラの型
の作成とは作成するGUIにおいて使用するウィジェットハンドラやその組について別名をつける
ということである．今回のカウンターの例では入力部分にあたる個々のボタンハンドラを Input，
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図 4.1: Neooey によるカウンターのGUI
二つのボタンハンドラを組にしたものを Input2，出力部分にあたるテキストエントリを Output，
入出力を含めた使用するハンドラ全体を Countと名付ける．
type Input = Button ()
type Input2 = (Input, Input)
type Output = TextCtrl ()
type Count = (Input2, Output)
ソースコード 4.1: Neooey:カウンターにおけるウィジェット構造の型
このようにウィジェットハンドラに細かく名前をつける理由はGUIを作成する際に構造を捉え
やすくするためである．ウィジェットハンドラ型に名前を付けない場合でも定義は可能であるが，
今回の例においては，メインのGUI関数の型が UI ((Button (), Button ()), TextCtrl ())
となる．もう少し大規模なGUIを考えると必要なウィジェットハンドラが増えて型が極めてわか
りづらいものになってしまう．ウィジェットハンドラ型の定義については先に述べたが，GUIの
作成を行う際はUIの生成と同時に型の命名を行うとよい．
UIの作成についてはUIの節 4.2で述べたウィジェットハンドラを保有するUIを作る関数，UI
ユニットにレイアウト情報を付与するための関数，複数の UI ユニットを結合するための関数の
組み合わせによって行われる．
まずはウィジェットハンドラを保有する UI ユニットを作る関数を使って必要な UI ユニットを
生成する．今回の例において必要となる UI ユニットは値の増減を行うためのボタン二つ，各ボ
タンの隣にあるラベル二つ，出力用のテキストエントリ一つの計五つである．
outputUI :: UI Output
outputUI = entryUI [text := "0"]
label1, label2 :: UI ()
label1 = labelUI "button1"
label2 = labelUI "button2"
button1, button2 :: UI Input
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button1 = buttonUI [text := "+1"]
button2 = buttonUI [text := "-1"]
ソースコード 4.2: Neooey:カウンターにおけるUIユニット 1
UI ユニットの発生が終わったら次は UI ユニットにレイアウト情報を付与するための関数およ
び複数の UI ユニットを結合するための関数を用いてUI ユニットを統合していく．まず， UI ユ
ニットの結合に関しては垂直方向，または水平方向に結合する演算子を用いてUI ユニットを連結
してゆく．このとき二つのラベル用の UI ユニット label1， label2 についてはウィジェットハ
ンドラを持たないので結合の際に takeRightUI関数を用いて保持するウィジェットハンドラを必
要なものだけに限定する．これをすることによって UI ユニットが保持する値が小さくなり，型
が UI ((),Input) から UI Input になる．また， UI ユニットを変換するための関数としてここ
では margin10 関数が使用されている．この関数はレイアウトを整えるためのものであり，具体
的には作成される UI ユニットの縁を空ける目的で使用されている．
preUI :: UI Count
preUI = margin10 $ buttonset1 <|> buttonset2 <|> outputUI
buttonset1, buttonset2 :: UI Input
buttonset1 = takeRightUI $ label1 <-> button1
buttonset2 = takeRightUI $ label2 <-> button2
ソースコード 4.3: Neooey:カウンターにおけるUIユニット 2
ここで作成された preUI関数は実行関数を用いて動かすことが可能である．視覚的に調整する
ために動かしてもよいが，この時点ではまだボタンが押された際の処理が組み込まれていないの
でカウンターとしては機能しない．ボタンの処理を記述するためにはウィジェットアクションを
用意して統合する必要がある．そこでウィジェットアクションの定義を行うわけだが，その前の
準備として調整関数を用意する．
調整関数とは組で表現されたウィジェットハンドラの構造から特定のウィジェットハンドラを抜
き出す関数のことを指す．これを定義することによって目的のウィジェットを抜き出しやすくし，
コードの可読性を高める効果がある．原則としてはウィジェットハンドラ全体を示す Counter型
の値を引数に取り，抽出したいウィジェットハンドラを返す関数として定義する．しかし入力側の
UI ユニットと出力側の UI ユニットが分離されていて widgetSPAC 関数を用いて結びつける場合
は，抽出したいウィジェットハンドラが含まれている側のウィジェットハンドラ側を引数に取る関
数でよい．今回の例の場合は入力側となる二つのボタンの組を表す Input2型からカウントアッ
プを行うボタンウィジェットおよびカウントダウンを行うボタンウィジェットを表す Input型の
値を抽出する関数を定義する．具体的には入力側のウィジェット Input2 から fst，sndを用いて
目的のウィジェットを選ぶ．作成した関数のうち，takeB1 がカウントアップを行うボタンのウィ
ジェットハンドラであり，takeB2 かカウントダウンを行うボタンのウィジェットハンドラである．
takeB1, takeB2 :: Input2 -> Input
takeB1 = fst
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takeB2 = snd
ソースコード 4.4: Neooey:カウンターにおける調整関数
調整関数の定義を行ったら次はウィジェットアクションの定義を行う．コーディングスタイル
が二種類あるが，まずは逐次的な定義について実装を行う．
今回の例では入力側の UI ユニットと出力側の UI ユニットが分離されているので widgetSPAC
関数を用いて定義を行うことが可能である．actB1 では takeB1が示すカウントアップ用ボタン
ハンドラがイベントを感知した際に出力先が示している数値に 1加算することを表している．ま
た，actB2 は takeB2が示すカウントダウン用ボタンハンドラがイベントを感知した際に出力先
が示している数値に 1減算することを表している．双方で使用されている updateValueinWA関数
は引数で与えられた演算子を出力先が示している数値に適用させる働きを持つ．最後にウィジェッ
トアクションの結合についてはモナド結合によって行われる．
actB :: WidAct Count
actB = actB1 >> actB2
actB1 :: WidAct Count
actB1 = widgetSPAC takeB1 (updateValueinWA (+1))
actB2 :: WidAct Count
actB2 = widgetSPAC takeB2 (updateValueinWA (subtract 1))
ソースコード 4.5: Neooey:カウンターにおける逐次的なウィジェットアクション
以上により逐次的なスタイルでのウィジェットアクションの作成が完了した．次は FRPのスタ
イルでウィジェットアクションを実装する．まずは二つのボタンをまとめたものである upDown関
数を定義する．この関数はカウントアップボタンが押されると 1増加させる関数をイベント値と
して返し，カウントダウンボタンが押されると 1減少させる関数をイベント値として返す．そし
て actB’関数ではそのイベント値を受け取って accumR関数によってそれを集約する．
actB’ :: WidAct Count
actB’ = do e <- left upDown
right (showWA (0 ‘accumR‘ e))
upDown :: IWidActE’ Input2 (Integer -> Integer)
upDown = left (inputWA (+ 1) ) ‘mappend‘
right (inputWA (subtract 1) )
ソースコード 4.6: Neooey:カウンターにおける FRPによるウィジェットアクション
なお，カウントアップに関するイベント値を出すウィジェットアクションとカウントダウンに
関するイベント値を出すウィジェットアクションはいずれも inputWA関数によって作られる．こ
の関数は入力側のウィジェットアクションを作成するために使用し，イベント発生時に放出した
いイベント値を引数によって指定することができる．各ウィジェットアクションは Monoid型クラ
スに属しており，ウィジェットアクションをモノイド結合するとイベント値も結合される．ここ
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では増加を担うイベント値と減少を担うイベント値が結合されて，加減を担うイベント値が作ら
れている．
一方，出力側のウィジェットアクションを作成する場合は showWA関数を用いる．この関数は表
示させたい動的な値を表示させるウィジェットアクションを作る．ただし動的な値が可視化でき
ない値を持っているときは使用できない．
inputWA :: (Commanding ctl, Widget ctl)
=> a -> WidAct’ ctl (Event a)
showWA :: (Textual ctl, Commanding ctl, Widget ctl, Show a)
=> OWidAct’ ctl a
以上により FRPのスタイルによるウィジェットアクションの作成が完了した．
最後にウィジェットハンドラやレイアウト情報を保持している UI ユニットに対してウィジェッ
トアクションを統合すれば完成である．これによって目的のカウンタープログラムを動かすこと
ができる．なお，putWAinUI関数の第一引数で与えられている actB関数を actB’関数に差し替
えるだけで FRPに基づいたウィジェットアクションの方に切り替えることができる．
mainUI :: UI Count
mainUI = putWAinUI actB preUI
ソースコード 4.7: Neooey:カウンターにおけるメイン関数
このカウンタープログラムは Phooey を用いて表現することも可能である．FRPによるウィ
ジェットアクションのコーディングが Phooey のスタイルに倣っているために FRPスタイルの
コーディングが可能な GUIであれば Phooey によっても記述可能であるということを表してい
る．しかし Phooey による FRPスタイルのGUIでは表すことができないものが存在する．そう
いったコードに対して， Neooey では逐次実行による定義を用いることで表現することが出来る．
次節では実際に Phooey で表すことのできないGUIについての実装について述べる．
4.5 Neooeyの実装例：双方向的な情報伝達
これまで述べてきたようにPhooeyは FRPを利用して作られているが，その表現力については
限定的であり，Phooeyによって作ることができないGUIも存在する．
本節では Phooeyで表現できない GUIのうち，UIが相互的に情報を交換する例とコントロー
ルウィジェットの処理を途中で変更させる例についてNeooeyを用いた実装例を示す．
まずはUIが相互的に情報を交換する例について考える．
互いに情報を交換させる例になっている．上のボタンを押すと双方のボタンに書かれた文字列
が入れ替わり，下のボタンを押すと双方のボタンに書かれた文字列を連結したものが下のボタン
に反映される．どちらのボタンが押された場合でも双方のボタンの情報について参照および更新
を行うようになっている．すなわちどちらのウィジェットも入力および出力を行うものとなって
おり，このGUIは Phooeyによって表現することができないものである．
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図 4.2: Neooeyによるボタン同士で相互参照するGUI
これからこのGUIをNeooeyで表現できることを実際に実装することによって示す．
Neooeyで行うGUIの実装工程 (1)～(4)のうち，
(1) UIとウィジェットハンドラの型の作成
(4) ウィジェットアクションをUIに統合
についてはカウンターの例と同様にして行うことができるので省略する．ただし調整関数の実装
を説明するために，ここでは命名した型のみ以下に紹介する．
type InOut = Button ()
type InterChange = (InOut，InOut)
ソースコード 4.8: Neooey:相互的な例におけるウィジェット構造の型
次は調整関数の作成である．今回の例では入力側のUIと出力側のUIが互いに入れ替わり，分
離することができないので widgetSPAC関数を使用することができない．
そのため，原則通りウィジェットハンドラ全体を示す Counter型の値を引数に取り，抽出した
いウィジェットハンドラを返す関数として定義する．
takeB1, takeB2 :: InterChange -> InOut
takeB1 = fst
takeB2 = snd
ソースコード 4.9: Neooey:相互的な例における調整関数
ここではウィジェットハンドラ全体としての型である InterChangeから上下のボタンハンドラ
の型である InOutを抜き出す関数を抜き出したいボタンごとに用意する．
次はウィジェットアクションの定義であるが，今度は次のように widgetSPA 関数を用いて定義
する．この関数は，第一引数の調整関数によって抽出されるコントロールウィジェットハンドラ
に第二引数で指定されたウィジェットアクションを定めるものとして解釈できる．ここで使用さ
れている updateTextinWA関数は引数で与えられた演算子を出力先が示している文字列に適用さ
せる働きを持つ．updateValueinWA関数と似ているがこちらは文字列操作を行う関数である．ま
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た，setText関数はウィジェットに引数で受け取った文字列をボタンやラベルに当てはめる際に，
getText関数はウィジェットが保有している文字列情報を取得する．
actB :: WidAct InterChange
actB = actB1 >> actB2
actB1 :: WidAct InterChange
actB1 = widgetSPA takeB1 change
actB2 :: WidAct InterChange
actB2 = widgetSPA takeB2 appendT
change :: WidAct InterChange
change = do a <- left getText
b <- right getText
right (setText a)
left (setText b)
appendT :: WidAct InterChange
appendT = do a <- left getText
right (updateTextinWA (a++))
ソースコード 4.10: Neooey:相互的な例におけるウィジェットアクション
それぞれのウィジェットアクションについては do構文を用いて逐次的に表現されている．特定の
ウィジェットハンドラに処理を行わせたい場合は left および right 関数を用いて制限を加える．
最後はカウンターの例と同じように putWAinUI関数を使って UIにウィジェットアクションを
埋め込むことによって UIが完成される．これによって Phooeyで表現することができない GUI
の例の一つをNeooeyで書けることが示された．
次はコントロールウィジェットの処理を途中で変更させる例について考える．
このGUIはボタンが行う処理が変更される例となっている．まずボタンを押すと画面に表示さ
れているテキストが「Hello World」から「Goodbye」へと変わる．そしてそれと同時にボタンに
書かれている文字列も置き換わる．ここでもう一度ボタンを押すと今度はウィンドウが閉じられ
る．このとき，ボタンが押された際に行われる処理は一度目は文字列の表示とボタン自体の挙動
の変更，二度目はウィンドウを閉じる，といったようにその働きが大きく変わるものになってい
る．Phooeyでは一度UIを作成してしまったらコントロールウィジェットの処理は固定となり，上
記のような処理の変更については行うことが出来ない．
この例についてもNeooeyで表現できることを実際に実装することによって示す．
Neooeyで行うGUIの実装工程 (1)～(4)のうち，
(1) UIとウィジェットハンドラの型の作成
(4) ウィジェットアクションをUIに統合
についてはこれまでの例と同様にして行うことができるので省略する．ただし調整関数の実装を
説明するために，ここでは命名した型のみ以下に紹介する．
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図 4.3: Neooeyによるボタンの働きが切り替わるGUI
type Input = Button ()
type Output = StaticText ()
type Bye = (Output, Input)
ソースコード 4.11: Neooey:仕様が切り替わる例におけるウィジェット構造の型
型を見ると一見今回の例は入力側のUIと出力側のUIが分離されているように見えるが，入力
側のUIであるボタンは自身の働きを変化させる操作を伴うために出力側のUIとしての役割も兼
ねる．つまりこのボタンは入力側と出力側の両方の UIの性質を持つので分離されていない．そ
のため，調整関数の定義は次のように入出力全体のウィジェットハンドラからボタンハンドラを
抜き出す関数として考える．
takeB :: Bye -> Input
takeB = snd
ソースコード 4.12: Neooey:仕様が切り替わる例における調整関数
また，ウィジェットアクションの作成には次のように widgetSPA 関数を使用して行う．
actWA :: WidAct Bye
actWA = widgetSPA takeB byeWA
byeWA :: WidAct Bye
byeWA = do left $ setText "Goodbye"
right $ setWidAct closef
right $ setText "Close"
ソースコード 4.13: Neooey:仕様が切り替わる例におけるウィジェットアクション
また，closef関数はメインウィンドウを閉じるために使用する．
最後にこれまでの例と同様に putWAinUI関数を使ってUIにウィジェットアクションを埋め込ん
でUIが完成される．以上により Phooeyで表現することができない例のうち，コントロールウィ
ジェットの働きを後になって変更するGUIをNeooeyで表現できることが示された．
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4.6 Neooey の問題点
こうして Neooey による GUI の実装を見てきた．本節では Phooey の比較をしつつ Neooey
の利点と難点を述べる．
Phooey では UI ユニットがレイアウトと内部の処理の両方の役割を担っていた．UI ユニット
を結合させればレイアウトと内部の処理が一緒に結合されるためにウィジェットの依存関係が単
純なプログラムについては極めて短いコードで表現することが可能となっていた．その一方で複
雑な依存関係を伴う GUI の例については Phooey による実装が困難であり，表現可能な GUI の
幅は狭い．
Neooey は GUI をレイアウトを表現するための UI ユニットと内部処理を表現するためのウィ
ジェットアクションに分離した．UIユニットとウィジェットアクションを個別に実装する方式の為，
ソースコードの簡潔さについては Neooey よりも Phooey の方が優れているが，その分 Yeooey
は Phooey より広い表現力を獲得した．例えばレイアウトと内部表現を同時に構築する Phooey
ではレイアウトの結合関係と内部の値同士の関係が異なる GUI については表現することができ
ないが，それらが分離されている Neooey はそれぞれ別に実装できるため自由度がある．また，
ウィジェットアクションを変えずに UI ユニットだけを差し替えるなど，レイアウトのみ，あるい
は内部の処理方法のみを変更するといったことも可能である．
さらに Neooey ではウィジェットハンドラの構造を UI ユニットが保有するため一度設定され
たレイアウトや内部表現を後で変更させることが可能である．Phooey はウィジェットハンドラを
保守しなかったため，一度 UI ユニットを結合させて関係づけてしまうとランタイムで変更させ
ることができない．また， Neooey のウィジェットアクションは Phooey が持つ結合的な特性と
wxHaskell が持つ逐次的な特性を持っているため，状況に応じて実装方式を使い分けることが可
能である．
その一方で Neooey にはまだ問題点も多い．Phooey で表現できる GUI は push 方式の FRP
によるものに限られていた．これはボタンが押されたり，スライダーを移動させるなど，イベン
トが発生したタイミングで内部の関係を再計算する例に特化していたということである．Neooey
は Phooey の特長を継承しているため， FRP の実装スタイルはPhooey と同様に push 方式によ
るもののみしかサポートしていない．このことはインターバルの間隔を予め決めておき，時間に
よって時々刻々と変化する世界をユーザーの入力の有無に寄らずに再計算させるような例を実装
することが困難ということである．厳密に言えば Neooey は wxHaskell による実装スタイルも使
用可能なため，wxHaskell が提供しているタイマー関数により実装することは可能であるが，こ
れは FRP の pull 形式によるものではない．
また，Neooey は UI ユニットがウィジェットハンドラを保有する方式を採用したことで，確か
により広い GUI の表現力を得ることに成功したが，その一方で複雑な GUI の例ともなるとウィ
ジェットハンドラの構造も複雑になる．4.5節で紹介したような実装例では UI ユニットの型変数
が視覚的に複雑になることを避けるために細かく型の命名を行っていたが，プログラマーに型の
命名を強いて見た目を簡潔にしてもらうのはとても親切とはいえない．更にこのウィジェットハ
ンドラの構造については UI ユニットにウィジェットアクションを埋め込む際や，ウィジェットア
クションを構築する際においても煩わしい点が大きい．ウィジェットアクションを結合したり UI
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ユニットに埋め込む際は参照するウィジェットハンドラの構造が一致している必要がある．もし一
致していない場合は right 関数や left 関数などを通して参照する構造を拡張する必要がある．
単純な GUI を実装するだけであればこれらの関係を把握することはさほど難しくないが，大量
のウィジェットを伴うような大規模の GUI を表現しようとすると，ウィジェットハンドラの構造
を合わせるのは大変である．4.4節ではウィジェットハンドラの構造に型を命名すると同時にハン
ドラの構造の参照を拡大する関数も定義することを推奨した．しかし大量のウィジェットを伴う
場合は一々これらの関数を記述していくのは冗長で退屈である．
これらの問題の解決に取り組むことが新たな GUI ライブラリ Yeooey の開発の動機づけとなっ
ている．
45

第5章 Yeooey
本章では我々が Phooey をベースに開発したライブラリ Neooey [32]に存在していた問題点を
解決するために，更に改良を行って実装した GUI ライブラリ Yeooey とその特徴について述べ
る．Yeooey は第 4章で説明した GUI ライブラリ Neooey の特徴を継承しつついくつかの変更点
を入れて更に汎用性を高めたものである．
Yeooey の場合も Neooey と同様に一つの GUI をウィンドウやコントロールウィジェットのレ
イアウトを表現するための UI ユニットと GUI 内でやり取りする内部データの処理を担うウィ
ジェットアクションを分離して個々に実装し，これらを組み合わせて一つの GUI を完成させる．
その定義についても Neooey を踏襲している箇所が多く，類似している箇所は多くみられる．
一方でウィジェットハンドラの管理方法やウィジェットアクションの実装スタイルについては
Neooey と大きく違う手法をとっている．ウィジェットハンドラの構造については Neooey ではタ
プル結合をネストさせることによってウィジェットハンドラの構造を表現していた．その結果と
してウィジェットの数が増えるほど GUI の型が複雑になり，煩わしいものとなっていた．Yeooey
ではウィジェットハンドラの構造を表現するためにウィジェットツリーを導入し，型の統一を行う．
またウィジェットアクションの実装に関して，Neooey では Phooey スタイルの CFRP に基
づいて結合的に構築する実装方式を提供していた．それに対して Yeooey では CFRP ではなく
AFRP に基づいて実装する方式を採用している．これを実現するために Haskell の AFRP ライ
ブラリ Yampa を導入しており，Yeooey というライブラリの名前も Yampa と Neooey (あるい
は UI) の造語となっている．
本章では Yeooey の構造に関して前身となったライブラリ Neooey と比較しながら次の順番で
説明する．
• ウィジェットツリー
• UI ユニット
• ウィジェットアクション
• 調整関数
また，その後は Yeooey を用いて GUI を実装する方法を具体例を挙げて述べる．
なお，　 Yeooey の開発に当たって使用した各ライブラリやモジュールのバージョンは次のと
おりである．Neooey においてはその開発のために Phooey を使用していたが，Yeooey では使用
していない:
• wxWidgets: 3.0.2
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• GHC: 7.10.3
• Yampa: 0.10.7
• wxHaskell: 0.92.2.0
5.1 ウィジェットツリー
Neooey ではウィジェットハンドラの構造をタプルを組み合わせることによって実現していた．
しかし一般にウィジェットハンドラの型は一致しないため，リストやツリーといった構造で管理
することができないという事情があった．　 Yeooey ではウィジェットハンドラの木構造である
ウィジェットツリーによってウィジェットハンドラを管理する．そのままではウィジェットハンド
ラの型が一致せずにまとめることができないため，これを解決させるために WidgetType 型を導
入する．WidgetType 型はボタンやテキストコントロールなどの想定しうるウィジェットハンドラ
を識別し，一つのデータ型として表したものである．この型の値は通常，一つのウィジェットハ
ンドラを保有しており，UI ユニットやウィジェットアクションを実装する際はこの型を通してハ
ンドラを得る．その型は次のように表される:
data WidgetType =
NoWidget
| WMWin MWin
| WWin Win
| WBitmapButton (BitmapButton ())
| WBitmapToggleButton
...(中略)
| WTextCtrl (TextCtrl ())
| WToggleButton (ToggleButton ())
| WTreeCtrl(TreeCtrl())
ウィジェットハンドラを伴う場合は “W” で始まる識別用の値構成子を伴う．また，ハンドラを
伴わない場合は NoWidget が充てられ，レイアウトのみを備える UI ユニットやウィジェットツ
リーの節点として使用される．MWin および Win は Neooey でも登場していたものと同じであり，
それぞれ wxHaskell におけるメインフレームを表す型 Frame () およびメインパネルを表す型
Panel () のシノニムである，
ウィジェットツリーは WidgetTree という型で表され，次のように WidgetType の木として定
義される:
type WidgetTree = Tree WidgetType
ここで，ウィジェットツリーは末端のノードのみがウィジェットハンドラを持つものとしており，
それ以外の節点はウィジェットハンドラを持たないものとする．また，節点が持つ枝の本数は任
意の正整数取ることが可能であり，実装としてはとこれらの枝木をリストとして管理される．
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5.2 UI ユニット
5.2.1 UI ユニットの構造
Yeooey における GUI のレイアウトはメインフレームとメインコンテナを持ち，そのメインコ
ンテナの中に GUI 固有のレイアウトを配置する．メインコンテナは Neooey で使用されていたメ
インパネルを一般化したものであり，大抵の場合はメインパネルとして扱われる．この特徴を表
現するため， GUI のレイアウトを担う UI ユニットはメインフレームとメインコンテナを参照し
て動く関数として定義する．また，WidgetTree 型で表されるウィジェットハンドラの構造とレイ
アウトの情報を関数の結果として返す．UI ユニットを結合させることによってこれらの情報も結
合的に合成される．このように UI ユニットの仕様については Neooey と概ね一致している．相
違点はメインパネルの代わりにメインコンテナ，タプルのネストによって表現していたウィジェッ
トハンドラの構造をウィジェットツリーで表現している箇所である．
Yeooey における UI ユニットの型は Neooey の時と同様， UI 型で表す．Yeooey でも UI 型
をモナド変換子を利用して単一のモナドとして実装し，Haskell らしいスタイルによる実装方式
を実現している．型の定義は以下の通りであるが，Neooey で見てきた際と同様に UI 型の直感的
な表現として ArgUI を併記する:
type ArgUI = MWin
-> Container
-> IO (WidgetTree, Layout)
type UI = ReaderT MWin
(ReaderT Container
(WriterT Layout IO) WidgetTree)
なお，Containerは Winなどのウィンドウ内で使用される梱包ウィジェット型をまとめたデータ
型である．ほとんどは Neooeyでも見られたようにメインパネルとして使用される．また，Layout
については wxHaskell で使用されている同名の型をそのまま使用している．Neooey と大きく異
なる点として Yeooey における UI 型は型引数を取らない定義になっていることに注目する必要が
ある．Yeooey における UI ユニットはウィジェットハンドラの構造が異なっていても WidgetTree
型として共通に表現されるため， UI ユニットの型が統一されて型変数が不要なのである．
Yeooey でも UI ユニットを構築するために使用する関数をいくつか提供している．Neooey と
同様に UI ユニットを生成するための関数， UI ユニットを結合するための関数， UI ユニットの
レイアウトを整えるための関数の順番で紹介する．その定義や使用方法も Neooey の時と概ね同
様である．
5.2.2 ウィジェットを伴う UI ユニットの生成
レイアウト用の関数を除く UI ユニットを生成する関数はプロパティリストを引数として取り，
そのプロパティを持つウィジェットを生成する．生成される UI ユニットは作成されたウィジェッ
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トハンドラをウィジェットツリーとして保有する．以下では例としてボタンウィジェットを生成す
る関数 buttonUI およびテキストコントロールを生成する関数 textCtrlUI を挙げる:
buttonUI :: [Prop (Button ())] -> UI
textCtrlUI :: [Prop (TextCtrl ())] -> UI
視覚的には関数名も含めて Neooey で行った定義とほとんど変わらないが，Yeooey ではウィ
ジェットツリーの導入によって生成される UI ユニットが型引数を取らない点に注意する必要が
ある．
5.2.3 UI ユニットの結合
次は複数の UI ユニットを結合させる際に使用する関数について説明する．一般の GUI は複数
のウィジェット持っており，それらが垂直方向，あるいは水平方向に結合されて一つのレイアウ
トを形成する．Yeooey では複数の UI ユニットを結合するための関数をいくつか提供している．
それらの関数は各 UI ユニットが保有するウィジェットツリーとレイアウトを結合させて一つの
UI ユニットに統合する働きを持つ．ウィジェットツリーの結合については引数として結合される
UI ユニットが保有するウィジェットツリーを枝として持つルートノードを作成し，一本の木に束
ねる．
以下に結合関数のいくつかを紹介する:
(<->), (<|>) :: UI -> UI -> UI
a <-> b = rowUI 5 [a,b]
a <|> b = columnUI 5 [a,b]
rowUI, columnUI :: Int -> [UI] -> UI
二つの UI ユニットを連結させる場合は演算子 (<->) および (<|>) を使用する．前者は UI ユ
ニットのレイアウトを水平方向に，後者は垂直方向に結合させる働きを持つ．これらはそれぞれ
rowUI， columnUI の特殊な例として定義されているため，より一般的な結合を行う場合はこち
らを使用する．rowUI は水平方向に，columnUI は垂直方向に複数の UI ユニットを一つに結合さ
せる．なお，第一引数として取る Int 型の値は配置するウィジェット同士の間隔幅を表している．
Neooey でも UI ユニット同士を結合させるための関数を提供していたが，このときは UI ユ
ニットの型が通常一致しないため二つずつユニットを結合していくことを余儀なくされていた．
従って rowUI，columnUI に当たる関数はサポートしていなかった．Yeooey ではウィジェットツ
リーによって UI ユニットの型が統合されたことでUI ユニットをリストで束ねることが可能とな
り，任意の数の UI ユニットに対する同一の関数による結合を実現している．
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5.2.4 レイアウト関数
次は既存の UI ユニットにレイアウト情報を付与したり，ウィジェットハンドラを持たず，レイ
アウト情報のみを持つ UI ユニットを生成するための関数を紹介する．関数名やその使用方法は
Neooey が提供していたレイアウト関数と同じである．レイアウトを付与する関数は一つの UI ユ
ニットを引数にとり，そのユニットが保有しているレイアウト情報のみを更新する働きを持つ:
marginUI :: Int -> UI -> UI
fillUI :: UI -> UI
minsizeUI :: Size -> UI -> UI
これらの関数を改めて説明すると，marginUI は引数として与えられた UI ユニットのレイアウ
トに余白をつくる関数， fillUI 関数は与えられた UI ユニットのレイアウトを拡大して余白を
埋めるレイアウト関数である．また， minsizeUI 関数は UI ユニットのサイズを指定する際に
使用する．
次にレイアウト情報のみを持つ UI ユニットを生成する関数を紹介する．これらの関数によっ
て生成される UI ユニットは NoWidget という値をノードに持つウィジェットツリーを持ち，ウィ
ジェットハンドラを保有しない．以下にそれらの関数の例を掲載する：
labelUI :: String -> UI
spaceUI :: Int -> Int -> UI
Neooey における仕様と共通しているところが多いため端的に説明すると，labelUI は静的な
テキストラベルを作成する関数，spaceUI　はウィジェットを配置しない領域を確保する関数で
ある．
5.2.5 GUIの実行
上記の関数を駆使して UI ユニットを構築したら，最終的にこれらを実行するための関数が必
要となる．Yeooey ではプログラマーが定義した GUI を起動するための関数として runYUI 関数
を提供している．runYUI 関数はウィジェット構造や視覚的な配置を管理する UI ユニット UI と
その内部処理を後述するウィジェットアクション WidAct を引数にとりGUIを起動する．
runYUI :: UI -> WidAct’ a -> IO ()
Neooey ではウィジェットアクションを UI ユニットに埋め込んでからその UI ユニットを起動
するという実装方式を取っていた．しかし埋め込まれる前後で UI ユニットの型が変化すること
はないため，例えば，複数回ウィジェットアクションを埋め込むなどの想定外の操作も可能となっ
ていた．これらの問題を避けるため，Yeooey ではウィジェットアクションを UI ユニットに埋め
込むという方式ではなくUI ユニットとウィジェットアクションをそれぞれ引数にとって動かすと
いう方式を採用した．
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5.2.6 Neooeyとの比較
本小節では Neooey における UI ユニットと Yeooey における UI ユニットを改めて比較する，
まず，UIユニットの基本的な設計や UIユニットを取り扱うための関数については類似している
ところが多く，共通点も多い．どちらの UI ユニットもメインフレームとメインコンテナ (Neooey
の場合はメインパネル) を取って動く関数として表現される．そしてどちらも関数の結果という
形でウィジェットハンドラの構造とレイアウトの情報を保有する．UI ユニットの生成や結合，レ
イアウト情報を調整する関数についても関数名やその仕様は Neooey と Yeooey で共通するもの
が多い．
共通点が多い一方でそれぞれの UI ユニットにはいくつか相違点も存在する．その中でも特に大
きい点が UI ユニットが保有するウィジェットハンドラの構造である．Neooey ではウィジェット
ハンドラの構造をタプル結合を組み合わせることによって表現していた．保有しているウィジェッ
トハンドラの種類や，それらの位置関係が変わると型も変わるため，異なる型同士でもまとめる
ことが可能であるタプルの選択を決定していた．UI ユニットの型についても保有するウィジェッ
ト構造を表すための型引数を一つ伴うようになっており，ウィジェットハンドラの構造が異なる
と UI ユニットの型も異なるものとなっていた．これについては型を見ることで保有しているハ
ンドラの構造がわかるという利点が得られるものの， UI ユニットの規模が大きくなればその型
も難解なものとなってしまう．また，複数の UI ユニットを結合する場合は二つずつまとめ上げ
る手段をとるしかなく，結果として UI ユニットを結合するための処理や保有するウィジェット構
造は長大になりやすかった．
それに対して Yeooey における UI ユニットにはウィジェットハンドラの構造を表現するために
ウィジェットツリーを導入している．これはウィジェット構造によらずに WidgetTree 型として
表現される．従って Yeooey における UI 型は型引数を必要としない形で実装され，GUI の規模
が大きくなってもその型が複雑になることはない．また， UI ユニットの型が保有するウィジェッ
ト構造によらずに統一されているため，Neooey では二つずつでしか行えなかった UI ユニットの
結合をより多くの UI ユニットに対してリストを駆使して一度に行えるようになった．また，複
数の UI ユニットに対してフィルタリングやマッピングといった一括の操作を与えることも可能
になった．
5.3 ウィジェットアクション
5.3.1 ウィジェットアクションの構造
本小節では GUI のイベント処理をはじめする内部処理を担うウィジェットアクションについて
説明する．ウィジェットアクションはメインフレームとメインコンテナ， およびウィジェットツ
リーを参照して動く関数として定義されている．また，ウィジェットアクションの返り値はウィ
ジェットアクションがもつ情報を提供するための場として使用される．ウィジェットアクションの
型は WidAct’ および WidAct である，ウィジェットアクションが意味のある結果を返す場合は前
者，内部処理を本目的として結果を必要としない場合は後者を使用する．これらは定義はモナド
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変換子を利用して次のようにあらわされる．なお，ArgWidAct’ は WidAct’ 型を直感的に表した
表現である:
type ArgWidAct’ a = MWin
-> Container
-> WidgetTree
-> IO a
type WidAct’ = ReaderT MWin
(ReaderT Container
(ReaderT WidgetTree IO))
type WidAct = WidAct’ ()
Neooey におけるウィジェットアクションと共通しているところも多いが一部違いも見られる．
Neooey ではメインパネルとメインパネル，ウィジェットハンドラの構造を表す多相型を参照する
関数として定義されていた．Yeooey ではメインパネルの代わりにメインコンテナ Container を，
一般の多相型の代わりにウィジェットツリー WidgetTree をとるようにした．これについては UI
型で見られた変化と同じである．
また，それ以外の変化として Yeooey では AFRP 方式によるウィジェットアクションの実装
スタイルを採用する代わりに CFRP 方式による実装スタイルを廃止している．そのため Source
Action などの CFRP を利用してウィジェットアクションを実装するための情報を削除している．
なお，ウィジェットアクションが参照するウィジェットツリーについてはUI ユニットが保有す
るウィジェットハンドラの構造と対応している．表面的には型として表れていないが，ウィジェッ
トアクションを UI ユニットに埋め込む際に対象の UI ユニットが持つ構造と一致させておく必
要がある．
また，ウィジェットアクションを構築する場合はモナドの性質を利用し，do 記法や (>>=) 演
算子などを使用してウィジェットアクションを結合しながら一つにまとめ上げる．この時もウィ
ジェットアクションを結合させる場合はそれぞれのウィジェットアクションが保有しているウィ
ジェットハンドラの構造を一致させておかなくてはならない．
結合したいウィジェットアクションにおいて，もし保有するウィジェットハンドラの構造が一致
していない場合は，後述する調整関数を用いて参照するウィジェットハンドラの構造を拡張する
と互いに一致させることが可能である．これらの性質は Neooey におけるウィジェットアクショ
ンの性質と共通している．
5.3.2 イベントウィジェットアクション
ウィジェットアクションを実装する方式のひとつとしてYeooey ではシグナル関数を経由して行
う方法を提供している．その方法とはまず，ユーザー入力など外部からイベントが発生するとシ
グナルを生成させる．次に，それを入力シグナルとして GUI の本質的な計算部分を記述したシ
グナル関数を動かして出力シグナルを生成する．そして最後に，シグナル関数を通して得られた
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シグナルをもとに盤面を更新させるというものである．このとき，入出力で与えられるシグナル
を管理する機能を兼ね備えたウィジェットアクションとしてイベントウィジェットアクションを導
入する．
イベントウィジェットアクションはほとんどウィジェットアクションと同一の性質を持っている
が，ウィジェットアクションとの違いとしてはシグナルを一時格納するために SignalHolder を
追加で引数にとる点が挙げられる. 型の定義は UI 型や WidAct’ 型と同じようにモナド変換子を
利用して行われている．以下では EvWidAct’ の直感的な型の表現である ArgEvWidAct’ 型を併
記している:
type ArgEvWidAct’ sig a =
MWin
-> Container
-> WidgetTree
-> SignalHolder sig
-> IO a
type EvWidAct’ sig =
ReaderT MWin
(ReaderT Container
(ReaderT WidgetTree
(ReaderT (SignalHolder sig)
IO)))
type EvWidAct sig = EvWidAct’ sig ()
イベントウィジェットアクションの実装方法もウィジェットアクションと同様にモナド結合を通
して行うことができる．ただし結合の際，結合されるそれぞれのイベントウィジェットアクション
が保有するウィジェットハンドラの構造が一致している必要がある．結合させたいイベントウィ
ジェットアクションが保有するハンドラの構造が異なる場合は，後述する調整関数を通して構造
の拡張を行い，一致させることができる．この点についても通常のウィジェットアクションと同
じである．
5.3.3 シグナル関数のウィジェットアクションへの埋め込み
シグナル関数経由でウィジェットアクションを作る場合は makeWA 関数を使う．この関数はイベ
ントウィジェットアクションとシグナル関数，およびウィジェットアクションを作る関数を引数に
取り，それらをまとめ上げたウィジェットアクションを構成する．なお，“WA” という名称はウィ
ジェットアクション (widget action) の略称である．この接尾辞は今後も関数名としてしばしば登
場する．また，イベントウィジェットアクション用の関数は “EWA” という名前を関数名の接尾
辞として使用する．これはイベントウィジェットアクション (event widget action) の略称である．
makeWA 関数の型は次のように表される:
makeWA :: EvWidAct inp
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-> SF (Event inp) oup
-> (oup -> WidAct)
-> WidAct
第一引数は入力シグナルを構成するために使用するイベントウィジェットアクションである．こ
のアクションはボタンクリックなどの GUI に対する操作と関連付けられ，行われた操作に応じ
たシグナルを生成する．このシグナルは入力イベントシグナルとして第二引数で指定したシグナ
ル関数へと伝達される．
第二引数は入出力の関係を記述するために用いられるシグナル関数である．このシグナル関数
の入力シグナルは必ずイベントシグナルになるようにする必要がある．すなわち入力シグナルの
型は (Event inp) でなくてはならない．シグナルの動かし方に関しては push， pull， push-pull
の三種類を提供している．そのうち上記の makeWA は push-pull 形式の動かし方に則っている．
pull 形式および push-pull 形式で動かした場合はシグナルが発生していない場合でもシグナル関
数の再計算が行われる．このときシグナル関数の入力として NoEvent が与えられる．
第三引数は出力シグナルを GUI に反映させるために用いるウィジェットアクションである．こ
の関数は第二引数で与えられたシグナル関数から得られた出力シグナルを引数に取りGUI を視覚
的に更新する．このように，シグナル関数実行後に呼び出される事後処理用関数をシンク関数と
呼ぶ．
5.3.4 入出力シグナル用ウィジェットアクション
makeWA 関数でウィジェットアクションをまとめ上げるためには，シグナル関数の他に入力シグ
ナルを作るイベントウィジェットアクションと出力シグナルを使って視覚面を整えるウィジェット
アクションが必要となる．Yeooey ではこれらのウィジェットアクションを作るための関数を各種
用意している．以下にその例を示す:
setSigOnActionEWA :: sig -> EvWidAct sig
setTextWA :: ShowText a => a -> WidAct
setSigOnActionEWA 関数はボタンなどのアクションが外部から行われた際にシグナルを発生
させるイベントウィジェットアクションである．このとき，引数として受け取った値を入力シグ
ナルとして発生させる．イベントシグナル化はこの関数の内部で自動的に行うため，引数にイベ
ント値を与える必要はない．
setTextWA 関数は出力シグナルをウィジェットに印字するためのシンク関数である．引数とし
て取る値は String に変換できる型が属する ShowText 型クラスのインスタンスになっている
必要がある．
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5.3.5 Neooeyとの比較
ウィジェットアクションの型の定義自体は Yeooey と Neooey で類似している．どちらもメイ
ンフレームとメインパネル（Yeooey の場合はメインコンテナ），ウィジェットハンドラの構造を
参照して結果を返す関数として定義している．また，ウィジェットアクションを結合する時や UI
ユニットと合わせて実行する際は参照するウィジェットハンドラの構造を事前に一致させる必要
がある点も共通している．
その一方でウィジェットアクションの構造の一部や実装方式については Yeooey と Neooey 間
で相違点がある．一つは UI ユニットの違いでも見られたように，ウィジェットハンドラの構造
を表すための型引数を持つか否かにある．Neooey のウィジェットアクションはウィジェットハン
ドラの構造に依存しており，一般には異なる型を持つ．そのため多数のウィジェットハンドラを
伴うウィジェット構造を参照していると命名しない限りはその型が複雑になってしまう．それに
対して Yeooey ではウィジェットツリーを参照することでウィジェットハンドラの型に依存しない
ウィジェットアクションの型を実現している．それによって大規模なウィジェットハンドラを参照
するウィジェットアクションでも，単純な型として表現することが可能になっている．
また，ウィジェットアクションの実装方法については Neooeyと Yeooeyで大きく異なる．Neooey
では Phooey のライブラリを利用して，ウィジェットアクション内部で動的に変化する値を管理
することで，push 方式の CFRP に基づく処理を定義可能にした．しかし pull 方式による実行に
ついてはサポートしておらず，連続的に変化する現象をサンプリングして自動で再計算を行うよ
うな GUI については CFRP で実装することが困難であった．それに対して Yeooey では Yampa
を導入することでシグナル関数を使った AFRP によるウィジェットアクションの実装方法を提供
している．それによって push 方式でも pull 方式でも動かすことを可能とした．そして自動で
状態を再計算するような GUI についてもシグナル関数を実装することで容易に実装できるよう
になった．さらには，内部計算を行うシグナル関数とGUI の入出力に関与するウィジェットアク
ションとが明確に分離されていることでシグナル値の伝達の流れが捉え易くなっている．
5.4 調整関数
Neooeyと同様に Yeooeyでも，UIユニットやウィジェットアクションを結合する際はウィジェッ
ト構造が一致している必要がある．もし一致していない場合は特殊な関数を通してウィジェット
構造を調整する必要がある．
ウィジェット構造の調整は UI ユニット側で行う場合とウィジェットアクション側で行う場合の
二種類存在する．UIユニット側で行う場合はウィジェットアクションと連携させる必要のないウィ
ジェットを切り捨ててウィジェット構造を簡潔にする目的で使用する．また，ウィジェットアクショ
ン側で行う場合は保有するウィジェット構造の範囲を拡張する目的で使用する．これらの調整関
数は型クラス ExpandableWidgetStructure のメソッドとして提供しており，それによって UI
ユニット，ウィジェットアクション，イベントウィジェットアクションのいずれにおいても適用さ
せることが可能である．その調整関数の一例は次の通りである．なお本小節では，ウィジェット
ハンドラの構造のうち二つの枝を伴う節点に対して使用する関数のみを紹介する:
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left, right :: ExpandableWidgetStructure wa => Unop wa
(<=>) :: (Monad wa, ExpandableWidgetStructure (wa a))
=> wa a -> wa a -> wa ()
これらは UI ユニットに適用する場合とウィジェットアクション，およびイベントウィジェット
アクションに適用する場合で仕様がいささか異なる．
UI ユニットに対しては left および right 関数を使用することができる．保有するウィジェッ
トハンドラの構造のうち，名前が示している方向の枝を残し，そうでない方の枝を除去する．た
だし上下方向に結合された GUI に対しては上側のウィジェットハンドラの構造を抜き出す場合に
left，下側の構造のみを抜き出す場合に right を使用する．
ウィジェットアクション，およびイベントウィジェットアクションに対しては left， right，
(<=>) を使用することができる．left， right についてはアクションが参照するウィジェットハ
ンドラの構造を拡張させる．元々のウィジェットアクションが参照していたハンドラの構造は，新
たに参照するウィジェットツリーの関数名が示す方向に枝として配置される．また， (<=>) は二
つのウィジェットアクション，あるいはイベントウィジェットアクションを結合する．このとき引
数で受け取るアクションについては一般のモナド結合による結合と異なり，ウィジェットハンドラ
の構造が互い一致している必要はない．この演算子を使ってウィジェットアクションを結合する
と，アクションが結合されると同時に参照するウィジェットツリーも結合される．より具体的に
言えば，第一引数のアクションが参照するツリーをルートノードの左枝に，第二引数のアクショ
ンが参照するツリーをルートノードの右枝として持つウィジェットツリーを参照するようになる．
5.5 実装例：カウンター
本節では実際の例を通して Yeooey によるGUI の実装の過程やその例を紹介する．特にここで
は，図 5.2で表されるようなボタンクリックによってカウントアップが行われていくカウンター
を実装する．ここで実装する GUI はボタンとテキストコントロールが一つずつあり，そのテキ
ストコントロールには正の整数が記載されている．その数値はボタンが押された回数を意味して
おり，ボタンを一回押すたびにカウントが 1 ずつ増えていくというものである．
図 5.1: YeooeyによるシンプルカウンターのGUI
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Yeooey で GUI の実装を行う場合は入出力， UI ユニット，シグナル関数，ウィジェットアク
ションの順番で決定および実装を行うことを推奨する．本節においてもその順番で紹介を行う．
このカウンターの例の場合，入力はボタンが押されたことによるイベント，出力はテキストコ
ントロールに表示させる文字列となる．この入出力はシグナル関数に対する入力シグナルと出力
シグナルに直結する．そこで各シグナルに型を定めておくと見通しが立てやすくなる．
type SigInp = Int -> Int
type SigOup = Int
入力シグナルを示す型 SigInp はボタンが押されたときに伝達される情報の型を表す．今回は
Int 型の変換を行う関数を伝達させるようにし，シグナル関数内でそれをまとめ挙げる方式をと
る．わかればいいので Int 型を与えている．また，出力シグナルを示す型 SigOup は表示させ
る数値を扱うものとするため， Int 型である．ここで，テキストコントロールは文字列の形で出
力されるため，出力シグナルについては String 型として考えてもよい．どちらの定義で実装
を行ってもシグナル関数実行後に呼び出すシンク関数によってつじつまを合わせることが可能で
ある．
次は UI ユニットの定義である．ここでは思い描くGUIのイメージに合わせて小さな UI ユニッ
トを結合的に構築しつつ構成する．そのとき必要のないウィジェットを保持しないなど，保有す
るウィジェット構造についても気を遣っておく．
counterUI :: UI
counterUI = marginUI 10 $ countBoardUI <|> fillUI upButtonUI
countBoardUI :: UI
countBoardUI = minsizeUI (sz 200 40) $ textCtrlUI [text := "0"]
upButtonUI :: UI
upButtonUI = buttonUI [text := "up"]
ソースコード 5.1: Yeooey:シンプルカウンターのUIユニット
細かいレイアウト関数を適用してはいるが，本質だけを述べるとテキストコントロールウィジェッ
トを作成するために textCtrlUI，ボタンウィジェットを作成するために buttonUI を呼び，そ
れらを (<|>) 演算子で縦方向に結合することで構成されている．このとき構築されるウィジェッ
ト構造は木構造の左枝にテキストコントロールウィジェットハンドラ，右枝にボタンハンドラが
来る．
次は処理の本体を記述するシグナル関数の実装である．入出力シグナルの型に合わせて構築する．
countSF :: SF (Event SigInp) SigOup
countSF = accumHold 0
accumHold :: b -> SF (Event a) b
ソースコード 5.2: Yeooey:シンプルカウンターのシグナル関数
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accumHold は内部で値を保有し，再計算の度にその値を出力するシグナル関数である．保有す
る値の初期値は引数として与えられ，入力イベントシグナルから受け取った関数でその都度更新
および出力が行われる．
シグナル関数の実装が終わったらあとはそれを包み込むようにウィジェットアクションを構築
する．この例ではボタンが押されるまで待機し，自動で再計算を行わせる必要がないため，push
形式の FRP に基づいて実行する．このとき makePushWA 関数を使用することで push 形式の実
行が可能になる．
counterWA :: WidAct
counterWA = makePushWA evWA countSF sink
sink :: SigOup -> WidAct
sink = left.setTextWA
evWA :: EvWidAct SigInp
evWA = right setSigOnActionEWA (+1)
ソースコード 5.3: Yeooey:シンプルカウンターのウィジェットアクション
今回の例ではボタンからの入力しか考えないため，イベントウィジェットアクション evWA は単
一のイベントウィジェットアクション setSigOnActionEWA で表現することができる．また，こ
のボタンハンドラはウィジェット構造の右枝に位置することになるため right 関数で拡張を行う．
シンク関数についても唯一のテキストコントロールに対する処理しか考えないため，単一のウィ
ジェットアクション setTextWA で実装可能である．ただし，テキストコントロールハンドラは
ウィジェット構造の左枝に位置するので left 関数で拡張を行う必要がある．
これで一通り必要な部品の実装ができたので runYUI 系の関数を使用してひとつにまとめれば
完成である．
main :: Action
main = runFYUI counterUI counterWA
ソースコード 5.4: Yeooey:シンプルカウンターの実行
Yeooey の特徴の一つに拡張や UI ユニット，ウィジェットアクションの差し替えがしやすい点
が挙げられる．例えば UI ユニットは変えずにテキストコントロール上で右クリックをするとカ
ウントをリセットする機能を追加したい場合は 0 に変換するシグナルを伴うイベントウィジェッ
トアクションを追加して
evWA2 :: EvWidAct SigInp
evWA2 = setSigOnClickREWA (const $ const 0)
<=> setSigOnActionEWA (+1)
ソースコード 5.5: Yeooey:リセット可能なカウンターのイベントウィジェットアクション
とすることで達成される．
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図 5.2: Yeooeyによる拡張されたカウンターのGUI
また， UI ユニットも変更して，カウントダウン用のボタンを追加することを考える．このと
きのレイアウトに関しては，図 5.2のように，カウントアップを行うボタンの右にカウントダウ
ンを行うボタンが配置されるように設計する．この場合は追加するべきウィジェットの UI ユニッ
トとイベントウィジェットアクション，およびそれぞれを結合したものを用意することで実装す
ることができる．
counterUI2 :: UI
counterUI2 = marginUI 10 $ countBoardUI <|> buttonsUI
buttonsUI :: UI
buttonsUI = fillUI upButtonUI <-> fillUI downButtonUI
downButtonUI :: UI
downButtonUI = buttonUI [text := "down"]
evWA3 :: EvWidAct SigInp
evWA3 = setSigOnClickREWA (const $ const 0)
<=> buttonsEWA
buttonsEWA :: EvWidAct SigInp
buttonsEWA = setSigOnActionEWA (+1)
<=> setSigOnActionEWA (subtract 1)
ソースコード 5.6: Yeooey:カウントダウン可能なカウンター
5.6 実装例：ロケットランダー
前節ではカウンターの小さな GUI の実装例を取り扱ったが，本節ではもう少し規模を大きく
してロケットランダーと呼ばれるゲームを制作する．なお，この例は Hunger による関数型言語
Elm で記述されたソースコード1 を Yeooey で動くように移植したものとなっている．
ロケットランダーはロケットを操作してプラットホームに着地させるゲームである．安全に着
陸させることができればゲームクリアであり，地形に衝突してしまうとゲームオーバーとなる．
1https://blog.wearewizards.io/experience-report-rocket-lander-in-elm
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この例はユーザーからのキー入力を待つため push 的な側面を持つと同時にゲーム内時刻を経
過させて定期的に盤面を更新する必要があるため， pull 的な側面も持つ例となっている．
実装方式はカウンターの例と同様にシグナルの型， UI ユニット，ウィジェットアクションの順
で考察を行う．
図 5.3: YeooeyによるロケットランダーのGUI
まず考えるのはシグナルの仕様である．今回の例ではユーザーのキーボード入力を入力シグナ
ルとして考える．考慮するキーは方向転換を行うための左右キー，燃料を放出して推進力を得る
ための上キー，ゲームの開始やリスタートを行うためのスペースキーである．左右キーや上キー
に関しては押している間だけ反応して動く．従ってシグナルはキーが押されたタイミング，ある
いは離されたタイミングで発生させるようにする．
発生した入力シグナルイベントは盤面の状態や変化を記述するシグナル関数に入力として与え
られ，それを基に内部の状態を再計算する．また，シグナルが発生していない場合でも重力や機
体の慣性が働いてロケットが移動するため，一定の時間の経過ごとに再計算を行い，盤面を更新
する必要がある．前者は push 方式，後者は pull 方式を用いると有効なため，これらを同時に扱
える push-pull 方式で実行する．
シグナル関数の再計算によって得られた出力シグナルは GUI を更新するために必要な情報を
持っている必要がある．今回の例ではシグナル関数内部で管理している情報をそのまま出力する
こととし，出力シグナルはロケットに関する状態や地形，ゲームの実行状態を持っているものと
する．
これらを踏まえて入力シグナルを表す型 SigInp およびそれに関連する Key 型を定義する:
data SigInp = KeyDown Key
| KeyUp Key
| NoOp
data Key = Space
| ArrowLeft
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| ArrowRight
| ArrowUp
| Unknown
ソースコード 5.7: Yeooey:ロケットランダーの入力シグナル型
前述した実装方針に基づき，型 SigInp はボタンが押された時に KeyDown を，ボタンが離され
た時に KeyUp を発生させる．これらはどのキーに対してその操作が行われたかを識別するため，
型 Key の値で表される操作が行われたキーの情報を保有する．Key 型の値は今回の例における入
力として想定するキーのみを識別する型である．
また，出力シグナルを表す型 SigOup を次のように定義する:
data SigOup = Model { gravity :: Gravity
, ship :: Ship
, state :: GameState
, platformPos :: PlatformPos
, height :: Height
, width :: Width}
ソースコード 5.8: Yeooey:ロケットランダーの出力シグナル型
型 SigOup はシグナル関数内部で管理するゲームの情報を全て保有した型である．それぞれ端
的に述べると gravity は重力，ship は現在位置や速度，舵の方向などのロケットに関する情報，
state は実行中か，停止中かなどを表すゲームの状態，platformPos はゴールの位置，height
と width はウィンドウのサイズを表している．
シグナルの考察，型の実装が終わったら，次は UI ユニットを実装する．今回の例では描画用
のスクリーンウィジェットを一つのみ配置するシンプルな形をとる．スクリーンウィジェットはパ
ネルウィジェットで表現する．実際の UI ユニットの定義は次の通りである:
landerUI :: UI
landerUI = minsizeUI (sz 1200 600) $ panelUI []
ソースコード 5.9: Yeooey:ロケットランダーのUIユニット
描画用のパネルはウィジェットのレイアウトサイズが幅 1200 ピクセル，高さ 600 ピクセルを
下回らないように制限をかけている．これは実際に作成するウィンドウのサイズと一致している．
UI ユニットを実装した後はウィジェットアクションの実装を行う．UI ユニットが保有するウィ
ジェットツリーはスクリーンウィジェットハンドラを持つ単一の葉ノードである．スクリーンウィ
ジェット上でキー入力が行われるとイベントが発生するように設計を行う．
最初に設計した構想に従ってまずは入力シグナルを生成するためのイベントウィジェットアク
ションを次のように定義する:
landerEWA :: EvWidAct Msg
landerEWA = do setSigOnKeyUpEWA $ KeyUp.fromEvKey
setSigOnKeyDownEWA $ KeyDown.fromEvKey
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fromEvKey :: EventKey -> Key
ソースコード 5.10: Yeooey:ロケットランダーのイベントウィジェットアクション
イベントウィジェットアクション landerEWAはキーが押された場合，あるいは離された場合に応じ
てシグナルを発生させる．ここで，setSigOnKeyUpEWA はキーが離された時に，setSigOnKeyUpEWA
はキーが押された時にシグナルを発生させるイベントウィジェットアクションである．
setSigOnKeyUpEWA :: (EventKey -> sig) -> EvWidAct sig
setSigOnKeyDownEWA :: (EventKey -> sig) -> EvWidAct sig
これらの関数が観測するキーの情報は EventKey型の値として生成される．この型は全てのキー
の情報に加え，シフトキーやコントロールキーなどのキーが押されていたかといった情報も捕捉
する型である．setSigOnKeyUpEWA および setSigOnKeyDownEWA は捕捉したキーのイベント情
報に対し，引数として受け取った変換関数を施した値を入力シグナルとして生成してくれる関数
である．
今回の例におけるイベントウィジェットアクション landerEWA では fromEvKey で今回の例に
合わせたキーの型 Key の値に変換し，値構成子 KeyUp あるいは KeyDown を付けることによって
入力シグナルである型 SigInp の値を生成する．
次はシグナル関数 landerSF ，およびシンク関数 paintSink を定義する．その定義は長いの
でシグナル関数は一部，シンク関数は型の定義のみを掲載する:
landerSF :: SF (Event SigInp) SigOup
landerSF :: SF (Event SigInp) SigOup
landerSF = arr unEv >>> landerSF0
where unEv :: Event SigInp -> SigInp
unEv (Event e) = e
unEv NoEvent = TimeUpdate 1
landerSF0 :: SF SigInp SigOup
landerSF0 = loopPre makeGame $ arr pfun
where pfun :: (SigInp, SigOup) -> (SigOup, SigOup)
pfun = dup . uncurry update
update :: SigInp　-> SigOup -> SigOup
paintSink :: SigOup -> WidAct
ソースコード 5.11: Yeooey:ロケットランダーのシグナル関数とシンク関数
シグナル関数 landerSF はキーのイベントが発生したか，自動で再計算を行うためのインター
バルに到達すると内部で保有する情報を更新する．その実装の本質については純粋な関数 update
と loopPre を組み合わせることによって行われている．純粋な関数の具体的な定義については省
略するがゲームの状態や入力シグナルの発生有無，その種類に関する場合分けによって行われて
いる．
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また，シンク関数 paintSink は出力シグナルとして得られた情報を使って GUI を更新する．
こちらはゲームの状態に応じた場合分けをした後，停止中ならスクリーンメッセージを，ゲーム
実行中ならロケットの位置や向きなどの描画に関係する情報を抽出して表示させる．
最後に，定義したイベントウィジェットアクションとシグナル関数，シンク関数を使ってウィ
ジェットアクションを統合し，実装した UI ユニットと合わせて実行を行う:
landerWA :: WidAct
landerWA = makeWA landerEWA
landerSF
paintSink
main :: Action
main = runNSYUI "Rocket Lander"
(sz 1200 600)
landerUI
landerWA
ソースコード 5.12: Yeooey:ロケットランダーのウィジェットアクションとメイン関数
ウィジェットアクションをまとめる際には push-pull 方式でシグナル関数を動かす makeWA 関数
を使用する．また，メインの実行関数である runNSYUI はこれまでに紹介した runYUI をより一
般化した関数であり，タイトルバーとして表示する文字列と生成するウィンドウのサイズを引数
として指定することができる．
このようにして連続的な世界を取り扱う push-pullな例を Yeooeyで実装することができた．こ
の例は pull 方式をサポートしていない Neooey では CFRP による結合的な手法で実装すること
ができない．
5.7 GUIユニット
GUI ユニットを構築する際，Phooey ではレイアウトと内部で行う処理を同時に構成する方式
を取る．そうすることによって Phooey で構成された GUI ユニットは極めて簡潔で短く理解し
やすいコードで表現することが可能であった．その一方で，レイアウトと内部処理における依存
関係が解離しているような GUI や相互的に情報を伝達しあうような例については Phooey では
実装困難なものであった．それに対して，Neooey ではレイアウトを担う UI ユニットと内部処
理を担うウィジェットアクションを別々に構成する方式を採用した．それらを同時に構築する方
式であった Phooey と比べてソースコードは長くなるが，この方式によって GUI の表現力が高
まり，Phooey では表現できないような GUI についても実装が可能となった．この点については
Neooey を大きく継承している Yeooey においても同様である．
それでも Phooey の GUI を簡潔でわかりやすく実装できる性質は有用である．そこで Yeooey
では Phooey で実装できるような例，すなわちレイアウトと内部処理の構造が類似しているよう
な例に関してはUI ユニットとウィジェットアクションを同時に構成して動かす手法を提供してい
る．それによって単純な GUI においてはコードが短く簡潔になる性質を得ることができる．
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Yeooey について，UI ユニットとウィジェットアクションを同時に実装可能な GUI の種類は
Phooey と同様の制限がある，まず，入力用のウィジェットと出力用のウィジェットが固定されて
いるような一方向的な GUI については実装可能だが，入出力をともに行うようなウィジェットを
伴う例，例えば複数のウィジェットが相互作用的に情報を伝達する例や，連鎖的に情報を伝達し
ていく例に関してはこの手法で構築することはできない．
5.7.1 GUIユニットの構造
Yeooey において UI ユニットとウィジェットアクションを同時に構築する場合，それらを扱う
ための型である Unit 型を使用する．Unit 型は UI ユニットとアクションを保有する型として定
義されており，アクションはウィジェットアクションやイベントウィジェットアクション，シンク
関数等を取ることができるように多相的に定義されている．それらのうち，イベントウィジェッ
トアクションを保有する Unit 型はシグナル関数に対する入力シグナルを生成する役割を持つた
め InpGUI 型と呼ぶ．また，シンク関数を保有する Unit 型はシグナル関数に対する出力シグナ
ルを生成する役割を持つため OupGUI 型と呼ぶ．そして，一般のウィジェットアクションを保有
する Unit 型は GUI 型と呼ぶ．なお，InpGUI 型および OupGUI 型の定義は Phooey で見られた
IWidget 型や OWidget 型の定義と類似している点がある．入力側の型はいずれも内部で保有す
る値を結果として返す型になっており，出力側の型はいずれも内部で計算された値を引数にとっ
て GUI に反映させる関数の型となっている．
data Unit wa = Unit {pickUI :: UI, pickWA :: wa}
type InpGUI inp = Unit (EvWidAct inp)
type OupGUI oup = Unit (oup -> WidAct)
type GUI = Unit WidAct
Unit 型は pickUI および pickWA というフィールドラベルを伴う形式で定義されているため，
それらの名前を関数として使用することによって Unit が保有する UI ユニットを抽出すること
が可能である．また，関数 unit を使用することによって UI ユニットとアクションを取りまと
めて Unit 型の値を構築することが可能である．なお，この unit 関数は値構成子の Unit のシノ
ニムとして定義されている．
unit :: UI -> wa -> Unit wa
pickUI :: Unit wa -> UI
pickWA :: Unit wa -> wa
5.7.2 ユニット関数
シグナル関数に引き渡す入力シグナルを生成するための入力用の GUI ユニットや，出力シグ
ナルを GUI に反映させるための出力用の GUI ユニットを作成する場合は作成するウィジェット
の種類に応じて GUI ユニット用の関数を使用する．実装面でいえば，対応する UI ユニットの作
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成とウィジェットアクション，あるいはイベントウィジェットアクションの作成を同時に行ってい
る．本小節では例として buttonSigGUI，buttonActGUI，textCtrlGUI の三種類を紹介する．
buttonSigGUI :: String -> inp -> InpGUI inp
buttonActGUI :: String -> Action -> GUI
textCtrlGUI :: ShowText oup => String -> OupGUI oup
buttonSigGUI 関数は入力用のボタンウィジェットとイベントウィジェットアクションを保有す
るGUI ユニットを作成する関数である．引数として入力シグナルの値を取るようになっており，
ボタンが押されると，GUI ユニット内部で保有しているイベントウィジェットアクションによって
与えられたシグナルが発生する．なお，ボタンが押された際にシグナルを伴わない処理を行わせ
たい場合は buttonActGUI 関数を使用する．この関数は引数としてアクションをとるようになっ
ており，ボタンが押された際の処理が固定されている場合に活用することが可能である．また，
textCtrlGUI 関数は出力用のテキストコントロールウィジェットとシンク関数を保有するGUI ユ
ニットを作成する関数である．この関数は，出力シグナルの値をテキストコントロールに反映さ
せる目的で使用する．
これらの関数によって生成された入力用の GUI ユニットや出力用の GUI ユニットは後述する
小節で説明する，GUI ユニットをシグナル関数を経由しながら結合する関数を通じてまとめ上げ
る必要がある．
5.7.3 GUIユニットの結合
GUI ユニットを結合させる場合は専用の関数を使用する．それらの関数を使用して GUI ユニッ
トを結合させた場合，各 GUI ユニットが保有している UI ユニットとアクションもそれぞれ結
合される．大別すると同一種類のウィジェットアクションを保有する GUI ユニットを結合するた
めに使用する結合関数と，入力シグナルを発生させるための GUI ユニット関数と出力シグナル
を GUI に反映させるための GUI ユニット関数をシグナル関数を経由して結合する関数である．
なお，前者におけると同一種類のウィジェットアクションとは，各 GUI ユニットが保有するアク
ションがともにウィジェットアクション，あるいはイベントウィジェットアクションであることを
意味する．
前者の，シグナル関数を経由しない結合関数について，本小節では演算子 (<-->), (<||>) お
よび rowGUI,columnGUIを紹介する．
(<-->), (<||>) :: (Monad wa, ExpandableWidgetStructure (wa a))
=> Unit (wa a) -> Unit (wa a) -> Unit (wa ())
rowGUI, columnGUI :: (Monad wa, ExpandableWidgetStructure (wa a))
=> Int -> [Unit (wa a)] -> Unit (wa ())
ウィジェットの結合方向に着目した場合，GUIユニットを縦方向に結合させる際は (<||>)演算
子や columnGUI 関数を，横方向に結合させる際は (<--> 演算子や rowGUI 関数を使用する．ま
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た，ウィジェットを一度に結合する数に着目すると，(<-->) 演算子および (<||>)演算子は二つ
の GUI ユニットを結合させる場合に使用し，rowGUI 関数や columnGUI 関数は二つ以上の GUI
ユニットを一度に結合させる場合に使用する．
次はシグナル関数を経由する場合における結合関数である．具体的には次のような関数を提供
している:
composeV, composeH :: SF (Event inp) oup
-> InpGUI inp
-> OupGUI oup
-> GUI
execute :: SF (Event inp) oup
-> InpGUI inp
-> (oup -> WidAct)
-> GUI
composeV 関数と composeH 関数は入力シグナルを作成するイベントウィジェットアクション
を保有する InpGUI 型の値と出力シグナルを扱うシンク関数を保有する OupGUI 型の値をシグナ
ル関数を経由して一つの GUI ユニットにまとめるものである．また，レイアウトについては，
composeV 関数は縦方向に，comppseH 関数は横方向に結合するものとなっている．なお，これ
ら関数は入力用のウィジェットと出力用のウィジェットをそれぞれ引数でとるようになっており，
ウィジェットの役割が入力側と出力側で分離されていることを前提としている．もし入力用のウィ
ジェットと出力側のウィジェットが共通する場合は execute 関数を通じて行うことになる．この
関数は出力側を整えるための関数として GUI ユニットではなく，ウィジェット関数のみをシンク
関数として引数に取るようになっており，入力用の GUI ユニットが保有するレイアウトに対し
てその結果を適用するものとなっている．
5.7.4 GUIユニットの実行
最後に実行可能な GUI ユニットを起動する方法について説明する．実行可能な GUI ユニット
はその内部にレイアウトを表す UI ユニットとウィジェットアクションを保有する形式をとってい
るため，これらを抽出して実行系の関数である runGUI などの関数に与えればよい．Yeooey で
はこれらの作業を行ってくれる関数， ready を提供しており，この関数を通じて作成した GUI
ユニットを円滑に実行することが可能である．
ready :: (UI -> wa -> Action)
-> Unit wa
-> Action
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5.8 実装例：GUIユニットによるカウンター
本節では，GUI ユニットを生成することによって実装を行う GUI の実装例を紹介する．5.5節
で実装したカウンターは UI ユニットとウィジェットアクションを別々に構築する手法によって
GUIの実装を行った．そのカウンターの例では入力用のウィジェットと出力用のウィジェットが
分離されており，そのレイアウトも単純に構成されているため，GUI ユニットを利用してレイア
ウトとその内部の処理を同時に構築することが可能である．そこで 5.5節で実装した実装したカ
ウントアップとカウントダウンを行うことのできるカウンターの例をこの手法を用いて実装する．
なお， GUI のレイアウトは図 5.2と同一である．
この手法を用いてカウンターを実装する場合，まずは入力用の GUI ユニットと出力用の GUI
ユニットを用意する．
updownGUI :: InpGUI SigInp
updownGUI = upGUI <||> downGUI
upGUI :: InpGUI SigInp
upGUI = layoutGUI fillUI
$ buttonSigGUI "+1" (+ 1)
downGUI :: InpGUI SigInp
downGUI = layoutGUI fillUI
$ buttonSigGUI "-1" (subtract 1)
boardGUI :: OupGUI SigOup
boardGUI = layoutGUI (minsizeUI (sz 200 40))
$ textCtrlGUI "0"
ソースコード 5.13: Yeooey:カウンターのGUIユニット
入力側の GUIユニットでは，カウントアップを行うためのボタンを表す upGUIおよびカウント
ダウンを行うためのボタンを表す downGUI をそれぞれ作成し，それらを結合演算子を通じて一つ
にまとめ上げることによって全体の入力用 GUIユニットを構築している．また，出力用の GUIユ
ニットについては，単一のテキストコントロールのみを用意すれば十分であるため，textCtrlGUI
関数を使用することのみによって構成する．
入力用の GUI ユニットと出力用の GUI ユニットを準備したらあとはそれをまとめ上げること
によって最終的な GUI ユニットを構築する．このとき，シグナルを変換するための手法を定めた
シグナル関数を与え，composeSVR 関数を使用する．この関数を通して入力用のボタンウィジェッ
トと出力用のテキストコントロールウィジェットを垂直方向に結合させる．なお，この結合関数の
名前の末尾に見られる S は push 形式の FRP に基づいて実行させるということを意味している．
実は compose 系の関数や execute 系関数に見られるシグナル関数を埋め込む種類の GUI 関
数に関しては実行を行わせたい FRP の種類によっていくつか用意されている．また，同様に結
合関数の名前の末尾に見られる R は入出力の依存関係の方向が逆であることを表す．より具体的
に言及すると，垂直方向の結合の場合，通常は入力側の GUI ユニットが上に，出力側の GUI ユ
68
ニットが下に配置される．それに対して，関数名の末尾に R がついた結合関数では入力側の GUI
ユニットが下に，出力側の GUI ユニットが上に配置される．本例においては入力用のボタンが下
に，出力用のテキストコントロールが上に配置されているために R の文字を末尾に持つ結合関数
を使用している．
これは水平方向に結合させる場合についても同様で，通常入力側の GUI ユニットが左に，出
力側の GUI ユニットが右に来るように配置されるが，もし入力側の GUI ユニットが右に，出力
側の GUI ユニットが左に来るように配置したい場合は，関数名の末尾に R がついた結合関数を
使用する．
ちなみにここで入力シグナルとして得られるカウント値を集積するために使用しているシグナ
ル関数は前述の UI ユニットとウィジェットアクションを別々に実装した例で使用したものと同一
のものである．
counterGUI2 :: GUI
counterGUI2 = layoutGUI (marginUI 10)
$ composeSVR countSF updownGUI boardGUI
countSF :: SF (Event SigInp) SigOup
countSF = accumHold 0
ソースコード 5.14: Yeooey:カウンターのシグナル関数とメインGUIユニット
最後に構築した GUI ユニットを実行する．これは，前述の通り ready 関数を使用することに
よってUI ユニットとウィジェットアクションを別々に実装する方式でも使用した run 系の関数を
利用することが可能である．
main :: Action
main = ready (runNFYUI "counter") counterGUI2
ソースコード 5.15: Yeooey:カウンターのメイン関数
5.9 実装例：ボタンの増殖
GUI ユニットのもう一つの実装例として，本節ではウィジェット構造が拡大していく GUI を
紹介する．この GUI をまず起動するとボタンが一つだけ置かれたシンプルなレイアウトのウィ
ンドウが開く．次に，配置されているボタンをクリックするとボタンの数が一つ増え，水平方向
にボタンが二つ配置された GUI となる．その後についても，ボタンがクリックされる度にボタ
ンの数が一つずつ水平方向に追加されていく．なお，複数ボタンが配置されている状態に関して，
本例ではどのボタンをクリックしてもその働きに差異は設けず，いずれが押された場合も，ボタ
ンウィジェットの数を一つ増やす．図 5.4は，GUI 起動時におけるレイアウトと，そこから一度
だけボタンが押された際に生成されるレイアウトである．
本例では，シグナル関数自体が出力シグナルとして新しい GUI ユニットを生成するためのウィ
jwットアクションを生成するという特徴がある．より具体的に述べると，入力シグナルはボタン
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図 5.4: Yeooeyによるボタンが増殖するGUI
ウィジェットの数の変化を伝える関数イベントを，出力シグナルはそれを反映させるためのウィ
ジェットアクションとなる．入出力シグナルおよびシグナル関数 gencellSF の型は次の通りで
ある:
type SigInp = Unop Int
type SigOup = WidAct
gencellSF :: Int -> SF (Event SigInp) SigOup
ソースコード 5.16: Yeooey:増殖するボタンのGUIにおけるシグナルとシグナル関数の型
シグナル関数 gencellSF は引数として整数値をとる．この値はウィジェットの数についての初
期値を表している．なお，この関数の具体的な定義については後述する．
次は UI ユニットおよびウィジェットアクションの実装であるが，本例でもカウンターの最後の
例と同様にこれらを保有する GUI ユニットを用いて，UI ユニットとウィジェットアクションを
同時に構築する．各 GUI ユニットの具体的な定義は次の通りである:
cellGUIN :: Int -> InpGUI SigInp
cellGUIN n = rowGUI 5 $ take n $ repeat cellGUI
cellGUI :: InpGUI SigInp
cellGUI = buttonSigGUI "cell" (+1)
switcher :: SigOup -> WidAct
switcher sig = closeWA >> sig
gencellGUIN :: Int -> GUI
gencellGUIN n = layoutGUI (marginUI 10)
$ executeS (gencellSF n) (cellGUIN n) switcher
ソースコード 5.17: Yeooey:増殖するボタンのGUIにおけるGUIユニット
上記において，入力シグナルを生成するための GUI ユニットは cellGUIN と cellGUI であり，
出力シグナルを取り扱うための GUIユニットは switcherである．そしてそれらを gencellGUIN
関数によってシグナル関数 gencellSF とともに一つの GUI ユニットへとまとめあげている．
まず，入力シグナル用の GUI ユニットに関しては，一つのボタンを表現する GUI ユニット
cellGUI を cellGUIN 関数によって支持された数だけ水平方向に結合することによって生成し
ている．本例ではどのボタンが押された場合もボタンの数を一つ増加させるため，GUIユニット
cellGUI では入力シグナル (+1) のイベントを生成する．ちなみに本例では取り扱わないが，こ
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こで与えるシグナルを変化させたり，多様な GUI ユニットを cellGUIN に結合させれば各ボタ
ンごとに役割を変えながらボタンウィジェットを増やしていくといった実装も可能になる．
次に，出力シグナル用の GUI ユニットに関しては，switcher 関数によって行われる．シグナ
ル関数のはたらきによって，新しい GUI を与えるためのウィジェットアクションを出力シグナル
として得るため，現在開いているウィンドウを一度閉じてからボタンウィジェットの数を増やし
た新たなウィンドウを開くという工程を行っている．
最後に，関数 gencellGUIN を通して入力用 GUI ユニットと出力用 GUI ユニットの結合を行
う．本例における入力用のウィジェットは各ボタンであるが，出力用のウィジェットについては存
在せず，その場で起動するためのウィジェットアクションそのものであるため，これらの結合に
関しては execute 系の関数を通じて行う．特に，本例はユーザーからの入力であるボタンクリッ
クに反応してGUI を再計算，更新させるものであるから，push 方式の FRP に基づいて実行す
る executeS 関数を使用する．
ここまでで GUI ユニットの定義を述べたので，残る必要な定義は，それを実行するためのメ
イン関数 main と具体的な説明を先延ばしにしてきたシグナル関数 gencellSF である．それらの
定義は次の通りである:
main :: Action
main = ready (runNFYUI "proliferation") (gencellGUIN 1)
gencellSF :: Int -> SF (Event SigInp) SigOup
gencellSF n = accumHold n >>> arr func
where func = (constF
.(ready (runWithNFYUI "proliferation"))
.gencellGUIN)
ソースコード 5.18: Yeooey:増殖するボタンのGUIにおけるメイン関数とシグナル関数
どちらの関数も，その内部では GUI ユニット gencellGUIN の起動に関する役割りを担ってい
る．main 関数は GUI 起動時に呼び出されるため，ボタンの数の初期値を 1 として GUI ユニッ
ト gencellGUIN の起動を行う．また，シグナル関数 gencellSF は各時刻におけるボタンの数
を集積しつつ，その時の数を初期値として GUI ユニット gencellGUIN の起動を行うウィジェッ
トアクションを出力シグナルとして返す．
なお，本例のように GUIを起動している最中に別の GUIを呼び出す処理を行う場合は runYUI
系の関数の中でも特に runWithYUI 系の関数を使用する必要がある．それらのうち，runNFYUI
関数に対応している関数 runWithNFYUI がシグナル関数 gencellSF によって生成される出力シ
グナルの内部で使用されている．
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第6章 関連研究および結論
6.1 関連研究
関数型言語を用いて設計された GUIライブラリは多く存在する．しかしその多くは wxWidgets
や Gtk+ などの C 系の言語で設計されたライブラリを少なからず活用しており，GUI の実装ス
タイルも逐次実行的な形をとるものがほとんどである．
関数型言語で GUI の内部処理を記述するため，FRPを活用するライブラリも増えてきている
がそれらは特に Haskell において活発に開発されている．
3.3節でも紹介したように，Phooey [12]は Elliott によって開発された FRP ライブラリであ
る．このライブラリは同氏による論文 [13]で提案された FRP の手法を実現したものとなってい
る．Neooey は Phooey を改良することによって，Yeooey は Neooey を改良することによって開
発を行ったため，我々が開発したライブラリと Phooey とは一部の型および関数の定義に名残を
残す．特に UI ユニットや ウィジェットアクションを表す型については，メインパネルなどをモ
ナド変換子を用いて参照するという点において共通している．その一方で Neooey， Yeooey と
は大きな違いも存在する，一つは，前述の通りレイアウトと内部処理をUI ユニットとウィジェッ
トアクションという形で分離したことにある．Phooey では入力用のウィジェットと出力用のウィ
ジェットを構築させると，それと同時にレイアウトの構築も行われる．それに対して Neooey お
よび Yeooey では UI ユニットとウィジェットアクションを別々に構築してまとめ上げる方式を
採用している．また，FRP の実行方式については push 方式に基づいており，この点については
Neooey でも同様となっている．それに対して， Yeooey では AFRP に基き， push-pull 方式に
基づいた実行が可能となっている．
reactive-banana [7] は Apfelmus によって開発された FRP ライブラリである．できるだけシ
ンプルに記述できるよう目指して現在も開発が続けられている．このライブラリは単独で使用す
るというよりも wxHaskell や Gtk2Hs などの他のGUIライブラリと組み合わせて使用すること
を想定しており，一般の GUI ライブラリに FRP の性質を持たせることができる．構造としては
主に FRP の概念を確立した Elliott の論文 [14, 13] に影響を受けており，時間によって変化する
値を Behavior 時間のある一点で発生する値を Event としてこれらを結合，変換させることで処
理を記述していく．
例えば wxHaskell と reactive-banana を組み合わせて GUIを作成する場合，まず wxHaskell
による記法でウィジェットを作成し，レイアウトや簡単なイベントなどの設定を行い，そのあとで
reactive-bananaを活用した内部処理を記述していくことになる．ウィジェットハンドラについては
wxHaskell によるウィジェット関数によって生成された生のものを流用する形になる．wxHaskell
による GUI アクション内で内部処理を記述するため，GUI アクション内部での分離は行われて
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いるが，アクション単位での分離は通常行われていない．Yeooey の場合は UI ユニットでレイ
アウトやウィジェットハンドラの構造を設計し，ウィジェットアクションで内部処理を記述するよ
うに関数単位で分離しており，ウィジェットハンドラについては UI ユニットやウィジェットアク
ションの内部に秘匿して直接見えないように設計している．ただし， reactive-banana が提供す
る領域はあくまでもGUI の内部処理面だけなので，他の GUI ライブラリと組み合わせることに
よって関数単位での分離は可能になる．reactive-banana の領域はYeooey におけるウィジェット
アクションを作成する際に実装するYampa のシグナル関数部分に対応している．
また，同氏によって開発された GUIフレームワークに Threepenny-gui [8]を挙げることがで
きる．このライブラリはウェブブラウザ上に表示させることができる GUI を設計可能にする．
Threepenny-gui 自体は Haskell のライブラリであるが，その内部では HTML と JavaScript を
使用して設計されている．実際， GUI ユニットの視覚的な構造は HTML の構造に則っており，
それらを構築するための関数も HTML のタグ名が用いられている．補助的ではあるが， FRP の
ライブラリを有しており，内部処理を記述する際にそれを利用することが可能である．また，前
述の同氏による FRP ライブラリである reactive-banana と複合させて GUI を実装させることが
可能である．Threepenny-gui と Yeooey を比較すると作成された GUI がサポートする領域が異
なる．Threepenny-gui はウェブブラウザ上で動く GUI を設計するが Yeooey は実行可能なアプ
リケーションとして動く GUI を設計する．レイアウト面で言うと，Threepenny-gui は HTML
の構造に従って逐次的に構築する．それに対して Yeooey では結合的 UI ユニットを構築してい
くものとなっている．また，内部処理についても wxHaskell のような一般の他の GUI ライブラ
リと同様にウィジェットを構築しながらその内部処理も記述したり設定を行う形式をとっており，
Yeooey のようにそれらを分離実装する手法を採用していない．
Slim [29]は Jaap van der Plasによって開発された関数型のドメイン固有言語である．特に FRP
ライブラリの一つである Elm [11] に影響を受けており，Slim の内部では HTML と JavaScript
を使用している．したがって， Slimを通して作成された GUIはウェブブラウザ上で動くものとし
て実装される．Slim は GUI ウィジェットをコンポーネント単位で管理し，さらにそれらを静的な
ものと動的なもので区別する．そうすることによって個々の GUI ユニットを別々に動かすのみで
なく，複数の GUI ユニットが互いに影響を及ぼしあいながら動くような例も扱えるようになって
いる．さらには動かしている GUI ユニットを管理することによって GUI の実行中に動的にGUI
を追加したり削除したりすることが可能となっている．実装スタイルとしては，Phooeyをはじめ
とする他の一般的な FRP ライブラリの多くに共通するようにレイアウトと内部処理が一体化し，
それらを同時に構築していく方式を取る．Slim と Yeooey を比較すると，まずは Threepenny-gui
で見られたものと同様に，GUIがサポートする領域の違いを挙げることができる．Slimにおける
GUI はウェブブラウザ上で動くアプリケーションとして実装されているが，Yeooey では実行可
能形式のアプリケーションとして動く．また， GUI の実装方式についていえば，Slim は Phooey
等のようにレイアウトなどの視覚的な性質と内部状態の処理が一体化しており，それらを結合的
に構築する方式を取る．それに対して，Yeooey においてもそれらを結合的に構築するという点
では共通しているが，レイアウトなどの視覚情報とその内部処理を UI ユニットとウィジェット
アクションという別々の単位で構築する方式を取っている．そうすることで Slim よりもソース
コードが長大化するが，視覚面と内部処理の関係が解離している場合において実装し易く，また
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分離されていることによってレイアウトだけ，あるいは内部で行う処理だけといった差し替えを
容易にしている．また，Slim と Yeooey では FRP の方式についても違いが見られる．Slim に
おける FRP の実装方式は push-pull 方式ではなく push 方式の FRP に基づいている．そのた
め連続的に変化するような FRP の例についてはサポートを行っていない．これについては Slim
が特にボタンなどユーザーによる入力に応じて反応を起こす UI に対してのみスポットを当てて
いるためである．それに対して Yeooey では push-pull 方式の双方をサポートしている．そのた
めボタンやエントリなどの GUI 操作によって動くもののみでなく，時間の経過でも GUI が自動
で更新されるゲームやアニメーションのような例も実装可能なものとなっている．
GUI を簡潔でかつ安全に記述できる FRP に注目が集まっているその一方で，FRP を理解する
ために時間をかける必要であり，この点において一般に広く普及するには敷居が高いものとなっ
ている．そういう事情もあり， FRP の考え方から脱却しようとする動きも存在する．Elm [11]
は Czaplicki によって開発された関数型のドメイン固有言語である．Facebook が Open Source
Software として公開している Java Script の UI ライブラリ React.js [3] などに影響を受けてお
り，Elm は JavaScript にコンパイルを行いウェブサーバー上で動く GUI を構成する．また，設
計に関しては強い型付けを持つ関数型言語にも影響を受けており，特に Haskell と類似した構文
が多く見られる．実装に関しては元々 FRP の考え方を導入していたが，より簡潔に記述するこ
とを追究した結果，現在のバージョンでは FRP を排除したものとなっている．また，一般的な
型クラスやモナド，遅延評価などの Haskell が持つ機能を導入していない．そうすることによっ
て表現できる UI の幅や実装方法が制限されるが，より簡潔に実装が行えるようになっている．
Elm には Elm アーキテクチャという実装スタイルが確立されており，このスタイルに沿った
コーディングを強要している．Elm アーキテクチャによると Elm コードは model，message，
update，view の順に設計を行う．model はイベントの発生に応じて変化していく値のデータ型
を表す．message は発生させるイベントのデータ型を表す．update は発生したイベントに応じた
model の変換を定める関数である．view は画面のレイアウトやウィジェットに対するイベントの
設定を行う関数である．特に view は HTML の構文に沿って階層的に記述できるように設計され
ている．Elm では Elm アーキテクチャという単一の実装スタイルのみを扱うことによってユー
ザーごとの実装スタイルの多様性からくるコードの複雑化を抑えることができ，可読性を高める
ことに成功している．
Elm と Yeooey を比較すると Threepenny-gui と同様に GUI のサポート領域が異なるという
点が挙げられる．Elm も Threepenny-gui のように本質的にはウェブブラウザ上で動く GUI を
構成する．それに対して， Yeooey は前述したように実行形式で動くアプリケーションとして動
く．また，レイアウトの記述に関して，Elm では HTML の構造に従ってレイアウトを記述す
る． Threepenny-gui では逐次的にウィジェット構造を構築していく方式であったが Elm の場合
は HTML の構造を階層的なリストの形で表現する．それに対して， Yeooey では小さい UI ユ
ニットを結合的に組み合わせることによってより大きな UI ユニットを構成するものとなってい
る．また， Elm アーキテクチャに見られる役割ごとに別々に記述するスタイルはYeooey の実装
スタイルと通じる所がある．比較すると UI ユニットが view のレイアウト部分，ウィジェットア
クションが update に対応する．またウィジェットアクション内部で動かすシグナル関数の入力シ
グナルの型が message， 出力シグナルの型が model に対応している．
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FRP の性質を利用している各 GUI ライブラリと Neooey， および Yeooey との関係を表 6.1
に示す．なお，Threepenny-gui は同作者による FRP ライブラリ reactive-banana と組み合わせ
たものとして考える．また， Elm は FRP を利用していないが，本研究と関連が深いため，比較
として掲載する．
表 6.1: GUI ライブラリの比較
GUI ライブラリ push/pull CFRP/AFRP 実装スタイル レイアウトと内部実装の分離
Phooey push CFRP 結合的 No
Neooey push CFRP 結合的/逐次的 Yes
Yeooey push-pull AFRP 結合的/逐次的 Yes
Threepenny-gui
+ reactive-banana
push CFRP 逐次的 No
　 Slim push CFRP 結合的 No
Elm – – 結合的 Yes
6.2 結論と展望
我々は強い型付けを持つ関数型言語 Haskell による新しい GUI ライブラリ，Neooey および
Yeooey を開発した．とくに Yeooey における，レイアウトと内部処理をそれぞれ結合的に実装す
る方式を取り，push-pull 方式の AFRP に基づいているという特徴はこれまでの GUI ライブラ
リには見られなかったものである．そうすることによって関数型言語を活かした結合的なスタイ
ルを保持しながら表現可能な GUI の幅が広がった．より具体的な結論は以下で述べる．
Neooey および Yeooey に関して，レイアウトと内部処理を分離してそれぞれの実装を行う手法
を導入した．レイアウトを表現するための UI ユニットと内部処理を表現するためのウィジェット
アクションを個別に実装する方式を採用したことにより，ソースコードの短さは Phooey に劣る
ものの，レイアウトと内部の処理を同時に構築することによって制限されていた実装可能な GUI
の幅が取り除かれ，より多様な種類の GUI を実装することを可能にした．そのうえで，入力ウィ
ジェットと出力ウィジェットの役割が固定されていたり，レイアウトと内部の処理の構造が類似
しているような，単純な構造を持つ GUI に関してはレイアウトと内部の処理を同時に構築する
ことを Yeooey では可能にした．そうすることによって Phooey で表現可能な GUI に関しては
Yeooey でも Phooey とほとんど変わらないソースコードの簡潔さを実現した．
UI ユニットに関しては Phooey のように結合的に構築できる性質を継承し，それによってレイ
アウトを短いコードで簡潔に表現する方式を実現した．また， Phooey の UI ユニットではウィ
ジェットハンドラを保有しなかったが，Neooey および Yeooey では構造的に保持する方式を採用
した．それによってウィジェットのプロパティやふるまいを UI ユニットを構築した後で変更する
ことが可能になり，また離れたウィジェットや多数のウィジェットに同時に働きかけることが可能
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になった．Neooey においては UI ユニットが保有するウィジェットハンドラの構造が異なるとUI
ユニットの型が異なるため複数のユニットに対してタプルの形で階層を作ることを余儀なくされ
たが Yeooey ではウィジェットツリーを導入することによって UI ユニットの型を統合すること
に成功した．それによって複数の UI ユニットを一括で結合したりマッピングやフィルタリング
など，リストの性質を使った一括の処理を行うことが可能となった．また， Neooey では UI ユ
ニットやウィジェットアクションの型がタプルのネストで表現されるウィジェットハンドラの構造
を型引数として取るようになっていたため，たくさんのウィジェットハンドラを保有する GUI を
実装するとハンドラの構造に名前を付けないと長大になっていた．Yeooey における UI ユニット
およびウィジェットアクションの型はウィジェットハンドラの構造を型引数に取らないため大規模
な GUI でもシンプルな型で表されるようになった．
ウィジェットアクションに関しては Neooey では Phooey が持つ CFRP に基づいた実装方式
を継承することで push 方式で動的な値が再計算されるアクションを結合的に表現できるように
なった．更に Yeooey では AFRP によるシグナルベースの実装方式を導入することで push-pull
方式で動く GUI を実装することが可能となった，それによって Phooey や Neooey などの GUI
ライブラリでは FRP の手法で実装困難であったロケットランダーの例を通してそれを確認した．
Yeooey ではウィジェットアクションの構造を更に細分化し，入力シグナルを構成するアクション
とシグナル関数， 出力シグナルからウィジェットにフィードバックするアクションの三つを考え
ることによって理論的な部分とイベントを観測するインターフェースとの境界を明確にし，可読
性が高まった．
その一方で現状の Yeooey ではまだ課題が残っている．UI ユニットやウィジェットアクション
の型についてはウィジェットツリーによって統一されたが， ウィジェットツリーの構造について
はプログラマーが常に把握しておく必要がある． UI ユニットを合成する際には必要ないがウィ
ジェットアクションを実装する際はモナド結合を行うために調整関数を適用させたり，イベントを
観測するウィジェットを決定する際にウィジェットツリーの構造を掌握していることが必要となっ
ている．これは小規模な GUI においてはさほど苦にならないが，ウィジェットをたくさん持ち，
GUI が大規模になればなるほどウィジェット構造を把握することは困難でかつ骨が折れるものと
なる．このときミスも生じやすく，その原因箇所を特定させるのは苦痛を伴う．この問題を解決
させる方法としてウィジェットツリーから特定のウィジェットハンドラを限定するための関数を動
的に生成したり，ウィジェットツリーの構造をわかりやすく印字することで理解を助ける手法な
どが考えられる．
また， UI ユニットやウィジェットアクションの型を統一したことによって本来許されない関数
適用がコンパイル時に検出できず，ランタイムエラーを引き起こしてしまう場合がある．この現
状は強い型付けを持つ Haskell にとって望ましくないことである．しかしこの点については柔軟
性や利便性をとるか安全性や保守性をとるかといったジレンマに陥っており，双方を満足させる
UI ユニットやウィジェットアクションの実装は容易には達成し得ないだろう．
コードの長さに関しては Neooey と Yeooey でさほど大きな差はないが，UI ユニットとウィ
ジェットアクションを分離したことによって Phooey と比べるとコードが長くなってしまうこと
は仕方がないことである．Yeooey に関しては，Phooey で表現可能な GUI を，UI ユニットと
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ウィジェットアクションを束ねたものである GUI ユニットを導入することによってコードの長さ
が Phooey と同程度まで短縮された．ただし，より厳密に比較すると，入力用の GUI ユニット
と出力用の GUI ユニットを結合させる場合はシグナル関数を間に挟む必要があり，その分だけ
Phooey よりも長いものとなっている．これに関しては，一般の GUI ，例えば単純なシグナル関
数を使用する例については引数として一々与えなくても GUI ユニットの結合が行えるような機
能を入れることによって，コードを更に短く簡潔にすることが可能になる．この点については今
後検討を行っていく．また，今現在 Neooey については UI ユニットとウィジェットアクション
を同時に扱える構造を導入していないが，Yeooey と同じように UI ユニットとウィジェットアク
ションを同時に取り扱う構造を導入することによって同様にコードを短縮させることが可能にな
る．この点についても検討を行っていく．
この Yeooey で導入した GUI ユニットについては，実装可能な GUI の構造に関してまだ制限
が多い．現時点では入力側の GUI ユニットと出力側の GUI ユニットが固定されているような
GUI の例のみをサポートしており，Phooey でも課題となっていた相互作用的に入出力を行うよ
うな GUI の例に関してはこの手法によって実装することが困難である．この問題を解決させる
方法については今後も模索していく．
Yeooey は Neooey の問題点を改良したライブラリという位置付けではあるが，内部処理の記
述に関しては使用する FRP のスタイルを変えたため，完全なる上位互換というわけでもない．
pull 方式や push-pull 方式の FRP を用いて実装を行う場合は Neooey のサポート外の領域のた
め Yeooeyを使用するべきだが，push方式の FRPを用いて実装を行う場合は Neooeyと Yeooey
のどちらでも実装可能である．この時， Neooey では CFRP， Yeooey では AFRP のスタイル
をとるため，プログラマーにとってより親しみが深い方を選択して実装することが望ましい．
そのことを踏まえた Neooey についての展望の一つとしては Neooey でもウィジェットツリー
を導入して UI ユニットおよびウィジェットアクションの型引数を減らし，Yeooey で得ていたよ
うなメリットを得るということが考えられる．UI ユニットの型が統一されるためにリストを利用
した処理が可能となり，より柔軟な実装方式を得ることができる．その一方でランタイムでない
とエラーの捕捉ができない問題も発生するため，単にウィジェットツリーを導入するよりはGUI
の表現力を広げ，かつ型安全性も犠牲にしないような新たなウィジェットハンドラの管理方法を
模索していきたい．
また，AFRPの実装スタイルでも CFRPの実装スタイルでも実装可能にする方法としてNeooey
と Yeooeyを組み合わせる方法がある．Neooeyではウィジェットアクションの返り値として CFRP
で使用していた動的な値を保持する形で定義されていたが， Yeooey ではその値を保持すること
をやめて AFRP による実装スタイルの提供に専念している．このとき， Yeooey においても動的
な値を保持するようにウィジェットアクションの型の定義を拡張すれば CFRP と AFRP の両方
のスタイルで実装可能な GUI ライブラリになる．しかしその手法をあえて採用しない理由とし
ては Yeooey の開発目的が，より広い範囲の GUI を FRP の手法によって実装できるようにする
ことであり，CFRP でも AFRP でも実装可能といったように，実装に使える FRP の種類を増
やすことではないためである．無理に両方のスタイルによる実装を許容すると，ウィジェットア
クションなどが保持する値の中に使われない領域が出て来るなどによって，必要のないメモリ確
78
保が行われ，それに伴う無駄な計算が行われるため，パフォーマンスが低下する要因となる．
Neooey と Yeooey を複合して両方の FRP スタイルを混合させようとするよりは，むしろ
Yeooey が導入していた AFRP の領域を容易に置き換えられるような枠組みを提供する方が有意
義と思われる．Yeooey ではウィジェットアクションの実装方式に関して，Yampa を導入しシグナ
ルの入出力を管理するウィジェットアクションとその間にあるシグナル関数を分離した．このよう
な内部の関係を記述する理論領域と入出力を含むその周りの処理を分離する考え方は Yampa 以
外にも適用させることが可能だと考えられる．具体的にいれば入出力を理論領域とつなぐフレー
ムワークのみを提供し，理論領域のために使用するライブラリをプログラマーが選択する形をと
るようにする．こうすることで，同じ FRP でも CFRP か AFRP かを使い分けたり，FRP を使
わない実装方式を採用したりが選択可能になる．このように多種の理論的なライブラリと組み合
わせて使える便利な GUI ライブラリを追究していきたい．
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