The accuracy of an estimate is always questionable. Lots of efforts have been put to make an estimate more accurate. In case of a software project, the accuracy of estimate is dependent on the correctness of size estimation. Size is a critical factor in determining cost, schedule, and effort. Poor size estimation may lead to budget overruns and late deliveries, which decreases the confidence of customer and erodes the image of developer. Traditional size estimation methods generally used are source lines-of-code, function point, object points etc. However, traditional size metrics have limitations and are not compatible with newer rapid prototyping and object-oriented approaches of software development. This paper critically analyzes the lacunas of traditional methods and introduces Object oriented metrics for effective size estimation for Object Oriented Software.
INTRODUCTION
Estimation is one of the most important activities that is done in the preliminary stages of software development. Software size plays a crucial role in this process as it forms the base for deriving number of metrics used to measure various aspects of the software, throughout the development cycle of a software product. Properties of any software product can be quantified in terms of internal and external attributes [14] . The properties which can be measured in terms of the product itself, i.e. independent from its behavior are defined as internal attributes. Examples of internal attributes are structural properties like size, complexity, cohesion, and coupling. Whereas, the properties which can be measured with respect to how the product relates to its environment are termed as external attributes. Examples of external attributes are reliability, understandability, and maintainability.
Measuring external attributes directly requires additional information about the environment, besides the product itself. Hence, they are hard to quantify and also can be measured directly only after some time the product is created. Due to above reason, models has been established for correlating external attribute measures with the internal attribute ones. Software size is a type of internal attributes, and has been used in computing the effort and cost in various cost models [2, 12] . Thus, size evaluation is one of the main tasks for planning software project development with reliable cost and effort estimations.

Cost associated with developing proposed software application  Efforts required of programmers in terms of units of software produced per unit of project time.
Time required for the project completion & delivery.
There are various traditional software size metrics like heuristics based on experience, Line of Code, Function point, software size, object point etc. used for size estimation. However, these metrics have major drawbacks when used for object-oriented approaches of software development. Objectoriented programming has many useful features, such as information hiding, encapsulation, inheritance, polymorphism and dynamic binding. These object-oriented features facilitate software reuse and component-based development. This paper analyzes the popular traditional software metrics to identify the limitations of traditional software size metrics in terms of various attributes of Software product development and proposes the OO metrics as an effective alternative measure. 
TRADITIONAL SIZE METRICS

Line of Code:
The Line of code is the oldest, simplest and most widely used metrics for calculation of program size. It counts the 'Number of Instructions' of a program excluding comments and blank lines in terms of SLOC (Source Lines Of Code). SLOC is a key input for estimating project effort and is also used to calculate productivity and other measurements.
Lines of code are programming language dependent. In order to estimate the LOC, the problem is divided into modules and these modules are then further into sub modules, this process continues till the size of leaf-level module is estimated. This requires a lot of past experience in similar projects. 
Function Point Size Estimates
Function Point Analysis is one of the best methods in traditional metrics for measuring the size of a software. The conceptual idea behind the function point metric is that the size of a software product is directly dependent on the number of different functions or features it supports. A software product supporting many features would certainly be of larger size than a product with less number of features. Function points represent logical size, as opposed to physical size (like SLOC or objects).
A graphical representation of functional point analysis is shown in the figure 1.0. i) External Inputs: It consists of all the data entering the system from external sources and triggering the processing of data. Individual data items input by the user are not considered in the calculation of the number of inputs, but a group of related inputs are considered as a single input.
ii) External Outputs: It consists of all the data processed by the system and sent outside the system. Data that is printed on a screen or sent to a printer including a report, an error message, and a data file is counted as an external output. While outputting the number of outputs the individual data items within a report are not considered, but a set of related data items is counted as one input iii) External Inquiries: Number of inquiries is the number of distinct interactive queries which can be made by the users. These inquiries are the user commands which require specific action by the system iv) External Interfaces: Here the interfaces considered are the interfaces used to exchange information with other systems.
v) Internal Files: Each logical file is counted. A logical file means groups of logically related data. Thus, logical files can be data structures or physical files.
All the above components are rated as High, Low or Average.
Another most important aspect for calculating the Total Adjusted Function Points is the value adjustment factor (VAF). The value adjustment factor (VAF) is based on 14 general system characteristics (GSC's) that rate the general functionality of the application being counted. Each characteristic has associated descriptions that help determine the degrees of influence of the characteristics. The degree of influence of each of the characteristics can range from zero (meaning, not present, or has no effect) to five (meaning, a strong influence throughout) ( The VAF is now used to modify the size of the system to give the overall size in function points by using equation:
Total Adjusted Function Point = UFP* VAF
The above process of calculation is summarized in Table 2 .0. 
Limitations of Function Point Analysis
WHY OBJECT ORIENTED METRICS INTRODUCED?
The recent trend of using Object Oriented practices tend to rethink the way developers have been estimating the size of their development projects. Traditional software measurement techniques have proven unsatisfactory for measuring productivity and predicting effort. There are many aspects that an Object Oriented metric must have if it has to provide accurate effort prediction. Also, it is important to include information about communication between objects and reuse through inheritance in the 'size' as well.
Unlike traditional metrics, which are based on the data and procedure model of structured analysis, Object Oriented metrics are based on the objects and their characteristics. The limitations of traditional methods, when applied to Object Oriented solution are that, they tend to measure only one aspect of the software i.e the functionality. Functionality is required when effort is need to be predicted. However, considering only this aspect, particularly in a well-designed OO solution is not sufficient, as in addition to functionality, a level of complexity is also added to the software that depends on the amount of communication between the objects in the system. Another important aspect of object-oriented size is reuse through inheritance. A good object-oriented analysis involves identifying groups of objects (actors) whose behaviors are similar, number of classes and number of methods.
The primary objectives for Object Oriented metrics are no different than those for metrics derived for conventional software and aims at:
• To better understand the quality of the product • To assess the effectiveness of the process • To improve the quality of work performed at a project level
Various object oriented metrics have been proposed in literature. Out of these, the metrics proposed by Abreau [3, 4] , J. Bansiya et al. [5] , Briand et al. [6] , Chidamber and Kemerer [7] , Lorenz et al. [8] , W. Li et al. [18, 19] are mostly referred.
The metrics which is mostly referenced by researchers is proposed by Chidamber and Kemerer (CK) [7] . They had defined six metrics which are as follows: The theoretical validation of CK metrics is given by [20] . Also CK metrics have been validated by several experimental studies for e.g. (12, 15 and 16 ).
The metrics defined by Lorenz et al. [8] is to measure the static characteristics of software design. These metrics are divided in the categories of class size, class inheritance and class internal. Counts of attributes & operations are the main focus of Size-oriented metrics for the object-oriented classes. Inheritance-oriented metrics focus on the manner in which operations are reused in hierarchy class and the internal classoriented metrics look at cohesion and code-oriented issues.
The MOOD metric, proposed by Abreu [3] , is used to measure the various features of object-oriented design methods such as 
Use Cases
In object-oriented projects, Use Case models describe the functional requirements of a software system. Sizing the system can be done by measuring the size or complexity of the use cases in the use case model. Deriving a reliable estimate of the size and effort an application need, is possible by examining the actors and scenarios of a use case. The size can then serve as input to a cost estimation method or model, in order to compute an early estimate of cost and effort.
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Figure 2.0 -Size Estimation through Use Case
The Use Case Points Method for Size estimation Use Case Points (UCP) is an estimation method that provides the ability to estimate an application's size and effort from its use cases. The Use Case model used for estimation of size requires:
a) Unadjusted Actor Weight (UAW) -The UAW is one of factor that contributes to the size of the software being developed. It is calculated based on the number and complexity of the actors for the system, Actors are identified and classified as Simple, Average or Complex. Table 4 .0 shows the different classifications of actors and the weightages assigned. 
Type of Actor Weight
Simple External system that must interact with the system using a well-defined API is one of the factors applied to the estimate size of the software in order to account for technical considerations of the system. It is determined by assigning a score between 0 (factor is irrelevant) and 5 (factor is essential) to each of the 13 technical factors listed (Table 6 .0). This score is then multiplied by the defined weighted value for each factor. The total of all calculated values is the technical factor (TF). The TF is then used to compute the TCF with the following formula: TCF = 0.6 + (TF/100) 
Average Depth of Class in Hierarchy Tree (DIT)
Each class described can be characterized as either a base class or a derived class. Those classes that are derived classes, fall somewhere in the class hierarchy other than the root. The DIT for a class indicates it's depth in the inheritance tree i.e. it is the length (in number of levels) from the root of the tree to that particular class. The average DIT, along with TLC and NOC, is used to help establish the reuse through inheritance dimension and the overall system size.
Number of Ancestor Classes (NAC)
The Number of Ancestor classes (NAC) metric measures the total number of ancestor classes from which a sub class inherits in the class inheritance hierarchy. NAC is similar to DIT as (Depth of Inheritance Tree) measures the number of ancestors of a class. Li [18] justified that the unit for the NAC metric is "class" because the attribute that the NAC metric captures is the number of other classes.
Number of local methods (NLM)
The Number of Local Methods (NLM) is defined as the number of the local methods defined in a class which are accessible outside the class. It measures the attributes of a class that WMC metric intends to capture. Li [18] stated three viewpoints for NLM metric as following:
a) The NLM metric is directly linked to a programmer's effort when a class is reused in an OO design. More the local methods in a class, the more effort is required to comprehend the class behavior.
b) The larger the local interface of a class, the more effort is needed to design, implement, test, and maintain the class.
c) The larger the local interface of a class, the more influence the class has on its descendent classes.
Number of descendent classes (NDC)
The Number of Descendent Classes (NDC) metric is defined as the total number of descendent classes (subclass) of a class.
It is an alternative to NOC. The NOC metric measures the scope of influence of the class on its sub classes because of inheritance. Li [18] claimed that the NDC metric captures the classes attribute better than NOC.
COMPARATIVE ANALYSIS BETWEEN OBJECT ORIENTED METRICS AND TRADITIONAL METRICS:
A comparative analysis has been done between the Traditional methods and Object oriented Metrics used for Size estimation, with respect of various attributes and dependency of above methods on these attribute. The dependency has been rated from Null to very high. In an Object Oriented Paradigm, several metrics are suggested by various researchers for size estimation. These metrics gives accurate results with less effort than traditional methods. Also these metrics take care of complexity, which is a crucial aspect for size estimation.
Size being an important factor for the effort/cost/duration estimation. However, manual efforts are required for estimating the same. Further studies are required for proposing new metrics which can automate the process of size estimation.
