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El Malware es una grave amenaza para la seguridad de los sistemas. Con el uso 
generalizado de la World Wide Web, ha habido un enorme aumento en los ataques de 
virus, haciendo que la seguridad informática sea esencial para todas las computadoras 
y se expandan las áreas de investigación sobre los nuevos incidentes que se generan, 
siendo una de éstas la clasificación del malware. Los “desarrolladores de malware” 
utilizan nuevas técnicas para generar malware polimórfico reutilizando los malware 
existentes, por lo cual es necesario agruparlos en familias para estudiar sus 
características y poder detectar nuevas variantes de los mismos. 
Este trabajo, además de presentar un detallado estado de la cuestión de la clasificación 
del malware de ficheros ejecutables PE, presenta un enfoque en el que se mejora el 
índice de la clasificación de la base de datos de Malware MALICIA utilizando las 
características estáticas de ficheros ejecutables Imphash y Pehash, utilizando dichas 
características se realiza un clustering con el algoritmo clustering agresivo el cual se 
cambia  con la clasificación actual mediante el algoritmo de majority voting y la 
característica icon_label, obteniendo un Precision de 99,15% y un Recall de 99,32% 










Malware is a serious threat to the security of systems. With the widespread use of the 
World Wide Web, there has been a huge increase in virus attacks, making the computer 
security essential for all computers. Near areas of research have append in this area 
including classifying malware into families, Malware developers use polymorphism to 
generate new variants of existing malware. Thus it is crucial to group variants of the 
same family, to study their characteristics and to detect new variants. 
This work, in addition to presenting a detailed analysis of the problem of classifying 
malware PE executable files, presents an approach in which the classification in the 
Malware database MALICIA is improved by using static characteristics of executable 
files, namely Imphash and Pehash. Both features are evaluated through clustering real 
malware with family labels with aggressive clustering algorithm and combining this with 
the current classification by Majority voting algorithm, obtaining a Precision of 99.15% 
and a Recall of 99.32%, improving the classification of MALICIA with an F-measure of 
99,23%.   
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La clasificación del malware es un reto para los investigadores que estudian la seguridad 
informática. Los atacantes se valen de nuevas técnicas, sin dejar de lado las tradicionales 
para mejorar las técnicas de desarrollo de malware tratando de reutilizar los malware 
existentes. El cibercrimen organizado vende los malware y empaquetadores de estos 
para que usuarios comunes los usen, incrementando el acceso al malware, por lo que 
los investigadores tratan de descubrir nuevos modelos que permitan identificar al 
software malicioso, identificar las variantes de malware polimórfico para clasificarlos en 
familias y facilitar la detección de las nuevas variantes del mismo malware. 
Este trabajo pretende presentar un enfoque que sirva de apoyo para los análisis 
dinámicos de malware, utilizando características estáticas, para mejorar los índices de 
clasificación previamente obtenidos, También se espera que se utilice este enfoque para 
detectar incongruencias en clasificaciones de malware realizadas previamente. 
El desarrollo de este proyecto se realiza partiendo del proyecto Malicia1 realizado por el 
instituto IMDEA Software, proponiendo una mejora en la clasificación actual de su base 
de datos de Malware MALICIA, la cual ha sido realizada previamente en dos 
publicaciones (Rafique & Caballero, 2013), (Nappa, Rafique, & Caballero, 2013). 
Esta investigación cuenta con dos objetivos principales. Primero seleccionar 
características estáticas que permitan realizar la clasificación del malware. Segundo 
probar varios Clustering para tratar de mejorar el índice de clasificación de la base de 
datos de los ficheros ejecutables de MALICIA. 
A continuación de esta breve introducción en el capítulo 2 se presenta el estado de la 
cuestión en el cual se da un repaso general sobre los ficheros ejecutables PE, 
mencionando la composición del formato PE las secciones que se pueden encontrar en 
éste. También se presentan las definiciones y características principales de los más 
comunes tipos de malware con los que nos podemos encontrar, así como los tipos de 
análisis que se pueden realizar. La parte final de este capítulo presenta los antecedentes 
relacionados con los objetivos de este trabajo presentando los inconvenientes con los 




que se enfrenta la clasificación de malware y algunas de las técnicas de clasificación que 
existen para contrarrestar estos inconvenientes. 
El  capítulo 3 expone el actual problema por el que surge la necesidad de realizar este 
trabajo. En él se explican detalladamente los aspectos de la base de datos de malware 
MALICIA y se expone el problema de utilizar características estáticas para la clasificación 
de malware, las soluciones propuestas a estos problemas se presentan en el siguiente 
capítulo.  
En el capítulo 4  se plantea el método utilizado para cumplir los objetivos. En él se explica 
las características estáticas Imphash y Pehash que serán las que a lo largo de este 
capítulo participaran en distintos clustering para realzar una nueva clasificación de 
MALICIA. Para calcular la validez de estas clasificaciones se utilizará las métricas RS, JC, 
FM; Precision, Recall y F-Measure. Luego de presentar las métricas se procede a explicar 
el proceso para obtener los resultados y los inconvenientes que se superaron. En el 
capítulo 5 se presenta un análisis consolidado sobre el proceso de las soluciones 
adoptadas y se culmina con las conclusiones y trabajos futuros que pueden realizarse a 












2 Estado de la cuestión  
Este capítulo introduce los principales temas relacionados con, entre otros los ficheros 
ejecutables y sus características, el malware, su clasificación y las técnicas para su 
análisis. 
2.1 Ficheros ejecutables 
Un archivo o fichero ejecutable, es un fichero binario cuyo contenido se interpreta por 
la computadora como un programa. Generalmente, contiene instrucciones en código 
máquina de un procesador en concreto, pero también puede contener bytecode que 
requiera un intérprete para ejecutarlo. Además suele contener llamadas a funciones o 
librerías específicas de un sistema operativo (llamadas al sistema). Sin embargo en un 
sentido más general, un programa ejecutable no tiene por qué necesariamente contener 
código de máquina, sino que puede tener instrucciones a interpretar por otro programa. 
Este tipo de ejecutables son conocidos con el nombre de scripts.  
En la mayoría de los sistemas modernos, un archivo ejecutable contiene mucha 
información que no es parte del programa en sí: recursos como textos e imágenes, 
requisitos del entorno de ejecución, información simbólica y de depuración, u otra 
información que ayude al sistema operativo a ejecutar el programa. 
Los ficheros ejecutables generalmente tienen un formato específico de acuerdo al 
sistema operativo o familias de sistemas operativos para el que fue diseñado, esto es 
debido a que cada sistema utiliza una arquitectura diferente para realizar las llamadas 
al sistema. 
Entre los formatos que figuran, los de uso más común son PE (en Microsoft Windows), 
ELF (en Linux y la mayoría de las otras versiones de Unix), Mach-O (en OS X y iOS) y MZ 
(en DOS). Esta tesis se centra en el formato PE de Microsoft. 
2.1.1 Portable Ejecutable (PE) 
El formato Portable Ejecutable (PE) es un formato de archivo para archivos ejecutables, 
de código objeto, bibliotecas de enlace dinámico (DLL), archivos de fuentes, y otros 
archivos usados en versiones de 32 bit y 64 bit de los sistema operativos Microsoft 
Windows. El término «portable» refiere a la versatilidad del formato en numerosos 
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ambientes de arquitecturas de software de sistema operativo. El formato PE es una 
estructura de datos que encapsula en secciones la información necesaria para el 
cargador de Windows. Esto incluye las referencias hacia las bibliotecas de enlace 
dinámico para el enlazado, la importación y exportación de las tablas de la API de 
Windows y el framework de.NET, gestión de los datos de los recursos y los datos de 
almacenamiento local de subprocesos. En sistemas operativos basados en Windows NT, 
el formato PE es usado para los tipos de archivo con extensión EXE, DLL, SYS, y otros 
tipos de archivo. PE es una versión modificada del formato COFF de Unix. Además, 
PE/COFF es un nombre alternativo en el desarrollo de Windows. 
2.1.1.1 Formato de un PE 
Un archivo PE consiste de una serie de cabeceras y secciones que indican al enlazador 
dinámico cómo asignar el archivo en memoria. Una imagen ejecutable consta de varias 
zonas diferentes, cada una de las cuales requieren diferente protección de memoria, 
por lo que el inicio de cada sección debe estar alineado a un límite de página. Por 
ejemplo, generalmente la sección.text (que contiene el código del programa) es 
mapeada como «ejecutar/sólo lectura», y la seccion.data (que contiene las variables 
globales) es mapeada como «no-ejecutar/lectura-escritura». Sin embargo, para evitar el 
desperdicio de espacio, las diferentes secciones no son alineadas en página en disco. 
Parte del trabajo del enlazador dinámico es mapear cada sección en memoria de manera 
individual y asignar los permisos correctos para las regiones resultantes, de acuerdo con 
las instrucciones que se encuentran en las cabeceras. 




Figura 1 Típico Diseño de un fichero  Portable EXE (Microsoft1, 2013) 
Todas las cabeceras y secciones que se pueden ver en el formato PE presentado en la 
Figura 1, contienen la información que utiliza el cargador de Windows para crear una 
imagen (copia del fichero PE), que utilizará el enlazador dinámico para asignar esta 
imagen en la memoria del ordenador de acuerdo a la información que tenga el fichero 
en sus secciones. Toda la especificación en detalle del formato PE de Microsoft se puede 
encontrar en (Microsoft1, 2013) (Pietrek, 1994) (Carrera, 2005). 
De acuerdo a la Figura 1 luego de la sección de MS-DOS comienza la cabecera PE, seguida 
de la sección de cabeceras, la cual es una tabla que hace referencia a todas las secciones 
que contiene el archivo, en el cuadro inferior y el último de la Figura 1 se encuentran las 
Páginas de importación a las cuales nos referíamos como las secciones del PE.  
Para el estudio concerniente a esta tésis varios de los scripts creados utilizarán toda la 
estructura del formato PE, pero principalmente se enfocaran en la cabecera de PE y en 
la sección  información de importación o tabla de importación. 
2.1.1.2 Tabla de secciones de un PE 
La tabla de secciones se encuentra justo detrás de la cabecera PE. Esta es una tabla que 
contiene varias estructuras IMAGE_SECTION_HEADER. Estas estructuras contienen 
información sobre las secciones de los binarios para ser cargados en la memoria. El 
campo NumberOfSections de la estructura IMAGE_FILE_HEADER indica cuantas 
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entradas hay en la tabla. El máximo soportado por Windows es de 96 secciones. De estas 
96 secciones únicamente 8 son obligatorias en la mayoría de los casos (Microsoft1, 
2013). Las demás contienen recursos adicionales que necesita el fichero PE dependiendo 
del propósito que tenga el ejecutable. En la Tabla 1 se presenta un prototipo de una de 
las estructuras que suelen presentarse en la tabla de secciones. 
typedef struct _IMAGE_SECTION_HEADER { 
  BYTE  Name[IMAGE_SIZEOF_SHORT_NAME]; 
  union { 
      DWORD PhysicalAddress; 
      DWORD VirtualSize; 
  } Misc; 
  DWORD VirtualAddress; 
  DWORD SizeOfRawData; 
  DWORD PointerToRawData; 
  DWORD PointerToRelocations; 
  DWORD PointerToLinenumbers; 
  WORD  NumberOfRelocations; 
  WORD  NumberOfLinenumbers; 
  DWORD Characteristics; 
} IMAGE_SECTION_HEADER, *PIMAGE_SECTION_HEADER; 
Tabla 1 Ejemplo de un prototipo de una tabla de secciones 
Las secciones más comunes que comúnmente se puede encontrar en un fichero PE se 
presentan en la Tabla 2. 
Nombre Descripción 
.text El código (instrucciones) del programa 
.bss Las variables no inicializadas 
.reloc La tabla de relocalizaciones 
.data Las variables inicializadas 
.rsrc Los recursos del archivo (cursores, sonidos, menús...) 
.rdata Los datos de solo lectura 
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.idata La tabla de importación 
.upx Firma de una compresión UPX, propio de software UPX 
.aspack Firma de un paquete ASPACK, propio de software ASPACK 
.adata Firma de un paquete ASPACK, propio de software ASPACK 
Tabla 2 Secciones de un fichero PE 
El.NET Framework de Microsoft ha ampliado el formato PE con características que 
soportan el Common Language Runtime (CLR). Entre las características añadidas se 
encuentra las secciones de cabecera CLR y datos CLR. Al cargar un binario, el cargador 
del sistema operativo cede la ejecución a CLR mediante una referencia en la tabla 
IMPORT de PE/COFF. Entonces CLR carga las secciones CLR cabecera y datos. 
La sección de datos de CLR contiene dos segmentos importantes, código de metadatos 
y código de Intermediate Language (IL) (Microsoft2, 2014): 
 Los metadatos contienen información relevante para el ensamblado, incluyendo 
el manifiesto de ensamblado. Un manifiesto describe el ensamblado en detalle, 
incluyendo la identificación única (mediante un hash, número de versión, etc.), 
datos en componentes exportados, información de tipo extensivo (soportado 
por el Common Type System (CTS)), referencias externas, y una lista de archivos 
dentro del ensamblado. El entorno CLR hace un uso amplio de los metadatos. 
 El código IL es un código abstracto e independiente del lenguaje que satisface los 
requisitos del Common Intermediate Languge (CIL) del CLR. El término 
«intermediate» (en español «intermedio») se refiere a la naturaleza compatible 
entre lenguajes y entre plataformas del código IL. Este lenguaje intermedio, 
similar a Java bytecode, permite a las plataformas y a los lenguajes soportar el 
CLR común. IL soporta la programación orientada a objetos (polimorfismo, 
herencia, tipos abstractos, etc.), excepciones, eventos, y varias estructuras de 
datos. 
Tabla de Importación 
Una sección a mencionar es la tabla de importación de direcciones (en inglés import 
address table o IAT), que se usa como una tabla de búsqueda cuando la aplicación llama 
una función en un módulo diferente. Esto puede darse en forma de importación por 
ordinal o importación por nombre. Debido a que un programa compilado no puede 
conocer la ubicación en memoria de las bibliotecas de las que depende directamente, 
cada vez que se hace una llamada a la API es necesario un salto indirecto. Como el 
enlazador dinámico carga los módulos y los une, éste escribe las direcciones actuales en 
las ranuras IAT, de manera que apuntan a las ubicaciones de memoria correspondientes 
de la biblioteca de funciones. Aunque esto agrega un salto adicional en el costo de una 
llamada intra-módulo que resulta en una reducción del rendimiento, ofrece una ventaja 
clave: se reduce al mínimo el número de páginas de memoria que necesitan ser 
cambiados (copy-on-write) por el cargador, ahorrando memoria y accesos al disco. Si el 
compilador conoce de antemano que será una llamada inter-módulo (mediante el 
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atributo dllimport) puede producir código más optimizado que simplemente se traduce 
en una llamada indirecta. 
2.2 Malware 
Malware es la abreviatura de “software malicioso”, y se refiere a los programas de 
software diseñados para dañar o realizar otras acciones no deseadas en un sistema 
informático. El término Malware está formado por la  unión de los términos “Mal” la 
cual  proviene del latín “malus”, que es un prefijo que significa malo o maligno y de 
“Ware” que hace referencia al software, y la expresión es un término general usado por 
los profesionales de la informática para referirse a una variedad de software hostil, 
intrusivo o molesto o a un código de programa. 
Muchas personas han tratado de definir el malware mediante la descripción de sus 
características esenciales. 
Ya en 1986, Fred Cohen presentó la primera definición  rigurosa de un virus informático 
en su tesis de doctorado (Cohen, 1985). Él escribió “Un virus puede ser descrito por una 
secuencia de símbolos que es capaz, cuando se interpreta en un entorno adecuado (una 
máquina), de modificar otras secuencias de símbolos en ese entorno mediante la 
inclusión de una, posiblemente evolucionada, copia de sí mismo.” Aunque su tesis sólo 
se centra en los virus y no consideró la cuestión más general que es el malware, El 10 de 
noviembre de 1983, en la Universidad de Lehigh, Cohen demostró un programa similar 
a un virus en un sistema VAX11/750. El programa fue capaz de instalarse, o infectar a 
otros objetos del sistema. Este es el nacimiento de virus informático experimental. 
La definición del malware varía normalmente aumentando su alcance, a la vez que 
avanzan los desarrollos de los sistemas informáticos, y el Internet. El software es 
considerado malware basado en la intención del creador, más que en cualquier 
característica particular. Así que desde un punto de vista práctico, la siguiente definición 
es popularmente aceptado: Malware es un software diseñado para infiltrarse o dañar 
un sistema informático sin el consentimiento informado del propietario.  
2.2.1 Tipos de malware 
Con el rápido desarrollo y popularidad de Internet, los dispositivos móviles y todos los 
procesos donde intervienen las tecnologías de la información, el malware se ha ido 
complicando, mejorando y evolucionando. Empezó con los primeros virus 
posteriormente aparecieron los gusanos y troyanos, y ahora los más recientes rootkits 
y backdoors entre otros. Su evolución es rápida y sus características frecuentemente 
compartidas entre varios tipos, para lo cual la realización de una taxonomía o 
clasificación del mismo no es una tarea fácil. No obstante en los siguientes párrafos se 
presenta los tipos más comunes y sus principales características: 
2.2.1.1 Virus y Gusanos 
Los más antiguos y más conocidos tipos de malware son los gusanos y los virus. Los 
gusanos son programas que se propagan a través de redes de área local o de Internet 
con objetivos maliciosos, tratando de penetrar en máquinas remotas, el lanzamiento de 
 9 
 
copias en los equipos víctimas y se propague aún más a las nuevas máquinas. Los 
gusanos utilizan diferentes sistemas de red para propagarse, como correo electrónico, 
mensajería instantánea, intercambio de archivos (P2P), canales IRC, redes LAN y WAN. 
La mayoría de los gusanos existentes se propagan como archivos de una forma u otra, 
incluidos los archivos adjuntos de correo electrónico, mensajes IRC y archivos accesibles 
a través de redes P2P. Hay un pequeño número de gusanos que no vienen en un archivo 
para almacenarse y se propagan como paquetes de red y penetran directamente a la 
memoria RAM de la máquina de la víctima, donde se ejecuta el código malicioso. 
Los gusanos utilizan una variedad de exploits para penetrar en equipos de las víctimas y 
posteriormente, ejecutar el código, los exploits pueden ser fragmentos de software, 
fragmento de datos o secuencia de comandos y/o acciones, utilizada con el fin de 
aprovechar una vulnerabilidad de seguridad de un sistema de información para 
conseguir un comportamiento no deseado del mismo. Algunos ejemplos de 
comportamiento erróneo son:  accesos no autorizados, toma de control de un sistema 
de cómputo, consecución privilegios no concedidos lícitamente y la  consecución de 
ataques de denegación de servicio. El término exploit no se circunscribe a piezas de 
software. Por ejemplo cuando se realiza un ataque de ingeniería social, el ardid o 
discurso que el atacante prepara para convencer a la víctima también se considera un 
exploit. 
Los virus son programas que se propagan como copias de sí mismos a lo largo de una 
sola máquina con el fin de poner en marcha y / o ejecutar código cuando el usuario 
responde a una acción designada, y también penetra otros recursos dentro de la 
máquina de la víctima. A diferencia de los gusanos, los virus no utilizan recursos de la 
red para penetrar en otras máquinas. Las copias de los virus pueden penetrar en otras 
máquinas sólo si se accede a un objeto infectado y el código se puso en marcha por un 
usuario en una máquina no infectada. Esto puede suceder en las siguientes maneras: el 
virus infecta archivos en un recurso de red que otros usuarios pueden acceder; el virus 
infecta medios de almacenamiento extraíbles que luego se utiliza en una máquina 
limpia; o el usuario adjunta un archivo infectado a un correo electrónico y lo envía a un 
destinatario “saludable”. Los virus pueden ser llevados por gusanos como cargas 
adicionales y ellos mismos pueden incluir funcionalidad de puerta trasera o troyano que 
destruye los datos en la máquina infectada. 
Un virus requiere la intervención del usuario para propagarse, mientras que un gusano 
se propaga automáticamente. Debido a esta distinción, las infecciones de transmisión 
por correo electrónico o documentos de Microsoft Word por ejemplo, que se basan en 
que el destinatario debe abrir un archivo o correo electrónico para infectar el sistema, 
sería clasificado como un virus en lugar de un gusano. 
2.2.1.2 Troyanos 
El principal objetivo de este tipo de malware es introducir e instalar otras aplicaciones 
en el equipo infectado, para permitir su control remoto desde otros equipos. 
Los troyanos no se propagan por sí mismos, y su nombre deriva del parecido en su forma 
de actuar con los astutos griegos de la mitología, ya que los troyanos llegan al equipo 
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del usuario como un programa aparentemente inofensivo, pero, en determinados casos, 
al ejecutarlo instalará en el equipo infectado un segundo programa; el troyano en sí. 
Este es un claro ejemplo de la familia de troyanos de tipo downloader. 
Los efectos de los troyanos pueden ser muy peligrosos. Al igual que los virus, tienen la 
capacidad de eliminar ficheros o destruir la información del disco duro. Pero además 
pueden capturar y reenviar datos confidenciales a una dirección externa o abrir puertos 
de comunicaciones, permitiendo que un posible intruso controle nuestro ordenador de 
forma remota. También pueden realizar acciones tales como capturar todos los textos 
introducidos mediante el teclado o registrar las contraseñas introducidas por el usuario. 
Debido a esta particular característica, son muy utilizados por los ciberdelincuentes 
para, robar datos bancarios. 
En los últimos años y gracias a la popularización de Internet esta tendencia ha cambiado 
y es que los ciberdelincuentes han visto en este malware la herramienta perfecta para 
robar datos bancarios, nombres de usuario y contraseñas, información personal, etc. Es 
decir, han dado pie a la creación de una nueva categoría de malware: los troyanos 
bancarios y el Spyware. 
2.2.1.3 Rootkit 
Un rootkit es un programa que permite un acceso de privilegio continuo a una 
computadora pero que mantiene su presencia activamente oculta al control de los 
administradores al corromper el funcionamiento normal del kernel del sistema 
operativo. El término proviene de una concatenación de la palabra inglesa root, que 
significa ‘raíz’ (nombre tradicional de la cuenta privilegiada en los sistemas operativos 
Unix) y de la palabra inglesa kit, que significa ‘conjunto de herramientas’ (en referencia 
a los componentes de software que implementan este programa).  
Usualmente se asocia el termino rootkit con malware, que se esconde a sí mismo y a 
otros programas, procesos, archivos, directorios, claves de registro, y puertos que 
permiten al intruso mantener el acceso a una amplia variedad de sistemas operativos 
como pueden ser GNU/Linux, Solaris o Microsoft Windows para remotamente 
comandar acciones o extraer información sensible. 
Típicamente, un atacante instala un rootkit en una computadora después de primero 
haber obtenido un acceso al nivel raíz, ya sea por haberse aprovechado de una 
vulnerabilidad conocida o por haber obtenido una contraseña (ya sea por crackeo de la 
encriptación o por ingeniería social). Una vez que el rootkit ha sido instalado, permite 
que el atacante disfrace la siguiente intrusión y mantenga el acceso privilegiado a la 
computadora por medio de rodeos a los mecanismos normales de autenticación y 
autorización. Pese a que los rootktis pueden servir con muchos fines, han ganado 
notoriedad fundamentalmente como malware, escondiendo programas que se 
apropian de los recursos de las computadoras o que roban contraseñas sin el 
conocimiento de los administradores y de los usuarios de los sistemas afectados. Los 
rootkits pueden estar dirigidos al firmware, al hipervisor, al núcleo o, más comúnmente, 




Rootkits modo usuario 
Su principal característica es que se ejecuta con los permisos, privilegios y configuración 
de seguridad de un usuario dado de alta en el sistema. Debido a que están vinculados 
directamente a un usuario específico y suelen operar en o por debajo del kernel del 
sistema operativo, estos rootkits pueden ser detectados por los usuarios con privilegios 
de administrador. 
Rootkits modo kernel 
Es malware que opera dentro del sistema operativo al mismo nivel que los controladores 
del hardware de la tarjeta gráfica, tarjeta de red, o el ratón, lo que hace que su detección 
y eliminación sea altamente compleja. Uno de los inconvenientes que tiene este tipo de 
malware es que está implementado para una versión específica de sistema operativo, 
por lo que actualizaciones que modifiquen el kernel hacen que este tipo de rootkits no 
funcionen.  
2.2.1.4 Backdoors 
Una puerta trasera o backdoor, en un sistema informático es una secuencia especial 
dentro del código de programación, mediante la cual se pueden evitar los sistemas de 
seguridad de autentificación para acceder al sistema. Estas puertas pueden ser utilizadas 
para fines maliciosos y espionaje no siempre son un error, pueden haber sido diseñadas 
con la intención de tener una entrada secreta en el programa. 
Las puertas traseras también pueden ser instaladas con anterioridad en un software 
malicioso, para permitir la entrada de atacantes. A menudo se ha sugerido que los 
fabricantes de ordenadores preinstalan puertas traseras en sus sistemas para 
proporcionar apoyo técnico a los clientes, pero esto nunca ha sido verificada de forma 
fiable. Los atacantes suelen utilizar puertas traseras para asegurar el acceso remoto a 
un equipo, al intentar permanecer oculto a la inspección ocasional. Para instalar puertas 
traseras, los crackers pueden utilizar caballos de Troya, gusanos, u otros métodos. 
2.2.1.5 Spyware and Adware 
Un spyware típico se auto instala en el sistema afectado de forma que se ejecuta cada 
vez que se pone en marcha el ordenador (utilizando CPU y memoria RAM, reduciendo 
la estabilidad del ordenador), y funciona todo el tiempo, controlando el uso que se hace 
de Internet y mostrando anuncios relacionados. Sin embargo, a diferencia de los virus, 
no se intenta replicar en otros ordenadores, por lo que funciona como un parásito. 
El spyware o programa espía es un software que recopila información de un ordenador 
y después transmite esta información a una entidad externa sin el conocimiento o el 
consentimiento del propietario del ordenador. El término spyware también se utiliza 
más ampliamente para referirse a otros productos que no son estrictamente spyware. 
Estos productos llamados Adware, realizan diferentes funciones, como mostrar 
anuncios no solicitados (pop-up), recopilar información privada o redirigir solicitudes de 
páginas. De forma general adware es cualquier programa que automáticamente 
muestra publicidad web al usuario durante su instalación o durante su uso para generar 




“Bot” es la abreviatura de la palabra “robot”, que es otro tipo de malware y es un 
proceso automatizado que interactúa con otros servicios de red. Un uso típico de los 
robots es reunir información (como los rastreadores web), o interactuar de forma 
automática con la mensajería instantánea (IM), Internet Relay Chat (IRC), u otras 
interfaces web. El software Bot permite al operador controlar de forma remota cada 
sistema y agruparlos para formar lo que se conoce comúnmente como botnets. 
Los atacantes pueden utilizar estos bots como proxies anónimos para ocultar sus 
verdaderas identidades y amplificar sus ataques. Una botnet es un gran ejército de 
ordenadores comprometidos a través de Internet. Los atacantes pueden usar un botnet 
para lanzar, de forma remota, ataques de tipo de inundaciones de peticiones en contra 
de sus objetivos provocando la denegación del servicio. Actualmente los robots que se 
encuentran son híbridos de amenazas previas. Esto significa que pueden propagarse 
como gusanos, esconderse de detección como muchos virus, ataques al igual que 
muchas herramientas, y tienen un sistema de mando y control integrado. Estos también 
han sabido explotar las puertas traseras abiertas por gusanos y virus, lo que les permite 
el acceso a las redes controladas. Los bots tratan de ocultar a sí mismos tanto como les 
sea posible e infectar las redes sin que los sistemas los detecten. 
2.2.1.7 Ransomware 
Es una clase de malware que busca un beneficio económico mediante la realización de 
un chantaje al usuario de la máquina infectada, como la restricción de acceso al mismo 
coaccionándole a pagar un rescate al cibercriminal para que la restricción sea eliminada. 
Ejecuta normalmente los siguientes tipos de acciones: 
 Cifrado de archivos del disco duro del sistema. 
 Bloqueo de cuentas de usuario. 
 Bloqueo de programas. 
 Bloqueo administrador de tareas. 
 Muestra de un mensaje como medio de persuadir al usuario a realizar el 
 Pago, entre otras. 
2.2.1.8 Rogueware o Scareware 
Otro tipo de malware que busca la obtención de beneficio económico mediante estafa, 
utilizando técnicas de ingeniería social para causar un estado de shock o ansiedad en el 
usuario, causándole una alarma ante una amenaza, como el informarle y simularle la 
presencia de diversos tipos de malware en su máquina. El «rogueware» se ofrece 
entonces  desinfectar la máquina, impresionando ser una solución antivirus. Su único 
objetivo una vez instalado en la máquina del usuario es requerir la activación del 
supuesto producto a través de diversas formas de pago. Algunas formas de spyware y 




Figura 2 Malware tipo scaraware. Extraída de (INTECO, 2012) 
2.2.1.9 Advanced Persistent Threat (APT) 
Tipo del malware que consiste en un tipo sofisticado de ciberataque organizado, 
persistente y de larga duración. Constituye uno de los desafíos de seguridad más 
importantes y peligrosos, que deben afrontar hoy en día las organizaciones. Diseñado 
específicamente para acceder y obtener información de los sistemas de la organización 
objetivo, los vectores de ataque que usan pueden ser no muy diferentes de los 
empleados en otros tipos de ataque o incluso ser desarrollos específicos. Aprovechan 
vulnerabilidades conocidas o de día cero de los sistemas y aplicaciones de tecnologías 
de la información y comunicaciones, combinadas con técnicas de ingeniería social para 
explotar las debilidades o vulnerabilidades de la naturaleza humana. 
2.2.2 Análisis de Malware 
El análisis de malware proporciona la capacidad de analizar y comprender el 
funcionamiento del código malicioso (troyanos, virus, rootkits, etc.) para poder evaluar 
los daños causados y valorar las intenciones y capacidades del atacante. Conocer la 
estructura, funcionamiento e interacción del malware, aportará una valiosa 
información, no solo para el diseño y desarrollo de contramedidas eficaces, sino que 
también para ayudar a conocer el origen de un ataque y evaluar la capacidad de 
detección de los sistemas de la organización, al objeto de tomar las acciones de 
respuesta necesarias y adecuadas. El grado de complejidad de las técnicas y el nivel de 
conocimiento necesario para analizar malware es proporcional al nivel de sofisticación 
del mismo, estas técnicas conocidas como técnicas de análisis y reingeniería de 
malware, pretenden facilitar la adquisición de conocimiento sobre el mismo de una 
manera sistemática y metodológica (Higuera, 2013). 
La protección en los sistemas de TIC del malware es actualmente uno de los problemas 
de seguridad más importantes para las organizaciones y los individuos, en este sentido 
se considera de vital importancia analizar su estructura, funcionamiento e interacción 
del mismo, pues aportará una valiosa información, no solo para el diseño y desarrollo 
de contramedidas eficaces, sino que también para ayudar a conocer el origen de un 
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ataque y evaluar la capacidad de detección de los sistemas de la organización, a objeto 
de tomar las acciones de respuesta necesarias y adecuadas. 
En concreto entre los beneficios que se obtendría de su conocimiento tendríamos: 
 Conocer el origen de un ataque e identificar al intruso. 
 Evaluar la capacidad de detección de malware de los sistemas de protección de 
las organizaciones. 
 Evaluar los daños causados por la intrusión y acciones del malware. 
 Descubrir otras máquinas que han sido afectadas por el mismo malware. 
 Identificar la vulnerabilidad que fue aprovechada por el malware, para obtener 
la actualización del software que la mitigue, si está disponible. 
 Obtención de datos necesarios para poder implementar las defensas necesarias 
para mitigar y neutralizar los daños producidos por el malware particular 
analizado, entre las que se pueden incluir reglas de cortafuegos, de sistemas de 
detección de intrusiones tipo red y host y antivirus.  
 Determinar el nivel de sofisticación y complejidad del malware. 
Lo anterior exige la implementación de un entorno de pruebas o laboratorio, aislado de 
otras redes para poder asegurar la no propagación del malware o sus efectos a las redes 
de producción o incluso Internet. Este entorno debe disponer las capacidades de realizar 
línea base de la configuración de los equipos, clasificación y ejecución del malware, 
recogida y análisis de datos, análisis dinámico en un ambiente que simule su entorno 
real y el análisis estático de los ficheros malware.  
Este análisis proporcionará un completo conocimiento del ciclo de vida del malware; su 
comportamiento, métodos de ocultación y ofuscación, sistema de actualizaciones y 
comunicaciones, características de los empaquetadores, características específicas de 
los ficheros entre otras. 
2.2.2.1 Obtención del malware 
Antes de comenzar con las actividades de análisis de malware, es necesario el disponer 
de mecanismos de obtención del mismo, entre los que tenemos los siguientes: 
 Solicitarlo a instituciones de investigación que almacenan bases de datos de 
malware para sus estudios. 
 Descargarlo de páginas de Internet especializadas. 
 Capturárlo usando honeynets, honeypots.  
 Capturándolo en una máquina infectada de la organización, al visitar servidores 
web maliciosos o debido a archivos adjuntos de correo electrónico, esto es más 
un incidente de seguridad a resolver por la organización que un medio de 
obtención, pero en varias ocasiones es el punto de partida para los análisis de 
malware. 




Una forma de estudiar los métodos y patrones de ataque del malware, que permite 
conocer con detalle las vulnerabilidades de las redes de una organización y los ataques 
que las explotan para acceder a los sistemas protegidos, consiste en la implantación de 
honeypots, honeytokens y honeynets, como medida proactiva de defensa. 
Este tipo de sistemas permite la obtención de malware para utilizarlo con propósito de 
investigación, pues permite obtener datos directamente de ataques reales al dejar de 
algún modo «expuestos» sistemas que puedan posteriormente analizarse. Estos 
sistemas deben ser construidos con el propósito de hacer creer al atacante que está ante 
un sistema real en producción, con aparentes problemas de seguridad debidos a una 
instalación incorrecta o una mala política de parcheo. Por supuesto esta apariencia no 
es real, por cuanto los sistemas estarán monitorizados y cualquier acceso será registrado 
en todos y cada uno de los movimientos que los atacantes realicen. 
Los honeypots, honeytokens y honeynets deben ser o simular sistemas reales, con 
servicios y accesos reales o simulados a los mismos y con honeytokens falsos como 
documentos rastreables, que permitan un seguimiento de los mismos. De este modo, 
se podrá conseguir no solamente estudiar los métodos de ataque a los sistemas, sino 
que también los de distribución de información adquirida de forma ilegítima. 
Este tipo de sistemas deben ser asegurados progresivamente de menos a más a fin de 
captar la atención del mayor número posible de atacantes, con el objetivo de poder 
captar cada vez patrones de ataque más avanzados. Los objetivos de este tipo de 
sistemas serían los siguientes: 
 Implantación de medidas de seguridad proactiva que permita identificar nuevas 
tendencias en ataques y su evolución. 
 Conseguir un conocimiento detallado de comportamiento de los intrusos así 
como sus motivos y las herramientas que utilizan. 
 Ayudar a identificar las amenazas existentes y las técnicas de evasión utilizadas 
ante medidas de seguridad crecientes. 
 Implementar contramedidas efectivas. 
2.2.2.2 Análisis Estático 
El análisis estático se realiza con dos enfoques, primero en la realización de un análisis 
de código ensamblador del malware, navegando a través de él al objeto de conseguir 
una mejor comprensión y funcionamiento del mismo, sin tener que ejecutar el archivo; 
el segundo enfoque se orienta hacia el análisis de las características del fichero que 
contiene el malware,  que en este proyecto las denominamos características estáticas. 
El análisis estático del código se basa en la utilización de técnicas de ingeniería inversa 
cargando el ejecutable en un desensamblador y mirando a las instrucciones del 
programa con el fin de descubrir lo que hace y ver cómo se comportaría en condiciones 
inusuales. Por ejemplo se pueden descubrir eventos que hagan que el malware se 
ejecute a partir de la ocurrencia de otros, como la visita a la página web del banco, cierta 
fecha, etc. Un punto importante es descubrir cómo pueden ser detectados por los 
programas antivirus o cómo pueden eludir cortafuegos y otras protecciones de 
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seguridad. El análisis estático ayuda a revelar lo que es capaz de hacer, cómo detenerlo 
y conocer sus características estáticas, es decir aquellas características que no dependen 
de la ejecución del fichero.  
Aunque no hay una regla fija, la experiencia de los autores lleva a realizar el análisis 
estático en primer lugar, seguido por el análisis dinámico ya que la información 
recopilada durante el análisis estático suele proporcionar la información necesaria para 
el análisis dinámico; de acuerdo a los objetivos de los investigadores pueden realizar 
únicamente uno de los dos tipos de análisis. 
Para realizar el análisis estático, se debe transformar el lenguaje ensamblador de nuevo 
al lenguaje de alto nivel que se utilizó para la creación del programa mediante técnicas 
llamadas ingeniería inversa con la ayuda de herramientas específicas. 
En la  se muestra el diagrama de este proceso: 
 
Figura 3 Etapas del análisis estático de malware. Adaptado de (Higuera, 2013) 
2.2.2.3 Análisis Dinámico 
Las técnicas básicas de análisis dinámico, implican la ejecución del malware en el sistema 
observando su comportamiento y los cambios que puedan ocurrir en el mismo. Se debe 
disponer de las herramientas necesarias para capturar las actividades y respuestas del 
malware, detectando en el sistema víctima las siguientes acciones: 
 Detección de cambios del sistema de ficheros, por comparación. 
 Acceso a los ficheros (obtenidos de los mensajes debug). 
 Cambios en el registro (por comparación de ficheros). 
 Accesos al registro (mensajes debug). 
 Consultas DNS. 
 Órdenes de mando y control. 
 Byte de inicio de un socket (mediante un servidor TCP). 
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 Tráfico de red para comunicarse con otras máquinas (órdenes de mando y 
control). 
 Descarga de archivos de Internet. 
Debe tenerse en cuenta que cuando se realiza el análisis dinámico es crítico que el 
laboratorio de malware no esté conectado a otra red, es decir debe ser un entorno 
aislado. 
En la Figura 4 se representa las tareas que comúnmente se realizan en este proceso, el 
paso inicial de esta fase es tomar una instantánea del sistema para que se pueda utilizar 
para comparar el estado del sistema antes y después de la ejecución del programa 
malicioso. Esto ayuda a identificar los archivos que se han agregado o modificado en el 
sistema y entender qué cambios han ocurrido después de la ejecución.  
 
Figura 4 Proceso del análisis dinámico del malware. Adaptado de (Higuera, 2013) 
Las tareas del análisis de malware dinámico pueden variar, como se mencionó 
anteriormente dependiendo del objetivo que tengan los investigadores y los factores 
que influyan en sus respectivas investigaciones. 
2.3 Antecedentes 
El presente trabajo presenta un análisis de las características estáticas para la 
clasificación del malware, por lo que es fundamental describir previamente un breve 
estado del arte sobre la clasificación del malware y las técnicas que actualmente se 
utilizan para esta clasificación. 
2.3.1 Clasificación del malware 
Con tantos tipos diferentes de malware (y la amplia variedad de programas de software 
malicioso que existen dentro de cada tipo), es importante que cada malware pueda 
clasificarse de forma precisa y diferenciarse fácilmente de otros programas maliciosos, 
así como también que las muestras de malware puedan clasificarse en clústers que 
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Actualmente ningún antivirus cuenta con un mecanismo de detección y clasificación 
totalmente efectivo y no es posible para las compañías antivirus abarcar las miles de 
muestras que reciben a diario. Se sabe que la mayoría de esas muestras son variaciones 
de malware que ya se tiene identificado y que pocos son completamente nuevos. 
La clasificación del malware actualmente es el foco de muchas investigaciones. Con el 
desarrollo de la tecnología, el desarrollo del malware también ha debido innovarse y 
hoy en día existen diversas técnicas anti-análisis tales como: 
 Cifrado; (carga útil cifrada)  
 El polimorfismo; (carga útil encriptada, variando claves)  
 El metamorfismo; (Instrucciones diferentes, misma funcionalidad)  
 La ofuscación; (preservar la semántica) 
La carga útil (más conocida como payload en inglés) es la parte del malware necesaria o 
el paquete de datos que se necesita para llevar a cabo el propósito del malware. 
2.3.2 Técnicas de clasificación de malware 
Para solucionar el problema de la clasificación del malware varios autores proponen 
distintos enfoques que generalmente están enfocados al análisis del comportamiento 
del malware, lo cual como se comentó en el apartado 2.2.2 se trataría de un análisis 
dinámico en entornos controlados, en este apartado se menciona brevemente algunos 
de estos enfoques: 
“Learning and classiﬁcation of malware behavior” (K. Rieck, 2008) 
El enfoque de este artículo  indica que la diversidad de malware y la cantidad de sus 
variantes debilitan severamente la efectividad de la detección basada en firmas clásica. 
Sin embargo, las variantes de las familias de malware comparten patrones de 
comportamiento típicos que reflejan su origen y propósito. Su objetivo es aprovechar 
estos patrones comunes para la clasificación del malware y proponer un método para el 
aprendizaje y la discriminación del comportamiento del malware. Su método se 
desarrolla en tres etapas: 
a) el comportamiento del malware recolectado se controla en un entorno de 
sandbox,  
b) con muestras de malware etiquetadas por un escáner anti-virus el clasificador 
comportamiento del malware es entrenado utilizando técnicas de aprendizaje y  
c) las características discriminatorias de los modelos de comportamiento están 
clasificados para la explicación de decisiones de clasificación. 
“Scalable, behavior based malware clustering” (U. Bayer, 2009) 
Este enfoque en primer lugar ejecuta un análisis dinámico para obtener las trazas de 
ejecución de los programas de malware. Estas trazas de ejecución son entonces 
generalizadas en perfiles de comportamiento, que caracterizan la actividad de un 
programa en términos más abstractos. Los perfiles sirven como entrada a un algoritmo 
de agrupamiento eficiente que nos permite manejar conjuntos de muestras grandes, lo 
que denota la escalabilidad de este enfoque. 
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“FIRMA: Malware Clustering and Network Signature Generation with Mixed Network 
Behaviors Operations and Abuse Reporting“ (Rafique & Caballero, 2013) 
Este enfoque presenta una herramienta a la que se le da un gran grupo de tráfico de la 
red obtenida mediante la ejecución de binarios de malware sin etiqueta y esta genera 
un clústers de los binarios de malware en familias y  un conjunto de firmas de red para 
cada familia. FIRMA produce firmas de red para cada uno de los comportamientos de la 
red de una familia, independientemente del tipo de tráfico que utilice el malware (por 









3 Planteamiento del Problema 
El desarrollo del proyecto surge como una necesidad de analizar si algunas de las 
características estáticas de los ficheros ejecutables pueden ayudar a mejorar las técnicas 
de clasificación de malware existentes, En este apartado primero se describe el Proyecto 
Malicia sobre el cual se realizará el análisis, y después se describen las características 
estáticas de un fichero ejecutable, que sirven de base para enfocarnos en una solución 
al problema, la cual se presenta en el apartado 4. 
3.1 Malicia Project 
Antonio Nappa, M. Zubair Raﬁque, y Juan Caballero, investigadores del Instituto 
Madrileño de Estudios avanzados IMDEA Software presentan el artículo “Driving in the 
Cloud: An Analysis of Drive-by Download Operations” (Nappa, Rafique, & Caballero, 
2013) en el cual contribuyen con los siguientes aspectos: 
 Proponen una técnica para identificar las operaciones no autorizadas mediante 
la agrupación de servidores exploit en función de su configuración y el malware 
que distribuyen. 
 Informan sobre los aspectos de las operaciones de drive-by, como el número de 
servidores que utilizan, su infraestructura de alojamiento, su tiempo de vida, y 
las familias de malware que distribuyen. 
 Se analiza el procedimiento de reporte de abuso, enviando informes sobre 
servidores exploit. 
 Construyen una base de datos con el malware recogido, su clasificación y los 
metadatos asociados. Hacen esta base de datos disponible para otros 
investigadores. 
La información sobre esta publicación y otras publicaciones relacionadas las presentan 
en “MALICIA PROJECT Malware in Cybercrime (Imdea Software Institute, 2013)”. La base 
de datos de  MALICIA consta de 11.688 binarios de malware recogidos de 500 servidores 
drive-by download, durante un período de 11 meses. Además de los propios binarios de 
malware, el conjunto de datos contiene una base de datos que detalla cuándo y desde 
dónde se recogió el malware, así como la clasificación del malware. 
Para el desarrollo de este trabajo contamos con un total de 11.358 binarios de la base 
de datos de MALICIA, la información de los binarios que se encuentran en esta base de 
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datos ya se encuentra clasificada con sus respectivas familias en un 87,24%, teniendo 
aún 1.450 muestras de malware sin clasificar. En la Tabla 3 se presenta la clasificación 
actual, indicando cuantos binarios están en cada clúster de la clasificación de familias, 
en donde NULL indica los binarios que no tienen asignada una familia, se tiene un total 
de 53 familias. 
FAMILIA Número de malware por familia 
winwebsec 5820 
zbot 2168 






















































Tabla 3 Clasificación de familias de Malicia 
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El objetivo principal de este trabajo es mejorar el índice de clasificación analizando 
características estáticas que indiquen patrones o características comunes de los ficheros 
ejecutables y se puedan realizar clústers nuevos para clasificarlos en nuevas familias o 
añadir muestras de malware en las familias existentes. 
3.2 Características estáticas de un PE 
En el apartado 2.1 de este trabajo se presentó una descripción de los puntos destacables 
de un fichero Portable Ejecutable. En este apartado se mencionan las características que 
pueden ser de apoyo para proponer una solución al problema de la clasificación del 
malware. 
Las características de los portables ejecutables se extraen de ciertas partes de los 
archivos PE (EXE o DLL). Estas son características significativas que podrían indicar que 
el archivo fue creado o infectado para realizar actividades maliciosas. Las características 
que se extraen se presentan en la Tabla 4.  
Característica  Descripción Ejemplo 
Datos extraídos de la 
Cabecera del PE 
describe la estructura 
física de un binario PE 
el tiempo de creación / 
modificación, tipo de 
máquina, tamaño de 
archivo 
Información opcional de 
las cabeceras del PE 
describe la estructura 
lógica de un binario PE 
la versión del vinculador, la 
sección de alineación, el 
tamaño del código, 
indicadores de depuración 
Sección de importación que DLL fueron importadas 
y que funciones de DLL se 
están utilizando 
- 
Sección de Exportaciones que funciones se 
exportaron (si el archivo 
que se examina es una 
DLL) 
- 
Directorio de recursos los recursos utilizados por 
un archivo determinado 
cuadros de diálogo, 
cursores 
Información de la versión Metadatos del PE el nombre interno y 
externo de un archivo, el 
número de versión 
Tabla 4 Características estáticas de un PE 
Las características estáticas de los ficheros PE que se presentan en la Tabla 4, podrían 
ser de ayuda para mejorar el índice de clasificación de MALICIA, pero varias de estas 
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características ya se encuentran en la base de datos y las que no se encuentran 
requerirían de un método de selección especializado (Asaf Shabtai, 2009) y estas 
características también pueden verse afectadas por las técnicas de desarrollo de 
malware mencionadas en el apartado 2.3.1. 
Este antecedente plantea otro problema para seleccionar  características estáticas que 
servirán para la clasificación del malware, en consecuencia el siguiente objetivo de este 
trabajo es el estudio de otras características estáticas más complejas o generadas a 










4 Solución adoptada 
El presente trabajo cuenta con dos objetivos principales, primero seleccionar 
características estáticas que permitan realizar la clasificación del malware y a partir del 
cumplimiento de este objetivo el segundo que consistirá en mejorar el índice de 
clasificación de la base de datos de los binarios de MALICIA. 
Para poder analizar en detalle las características de los ficheros ejecutables se ha 
utilizado varias herramientas como PEID para ver el detalle de las características internas 
de un fichero ejecutable, así como también  las herramientas en línea VIRUSTOTAL y 
TOTALHASH. Estas dos últimas herramientas presentan varias características estáticas 
de las muestras de malware que analizan, incluyendo dos tipos de hashes que se puede 
obtener de un fichero ejecutable: Imphash y Pehash. 
Estos hashes no son como los hashes comunes por ejemplo Sha1 o MD5 que realizan el 
algoritmo de la función hash sobre todo el fichero ejecutable, sino que toman porciones 
especificas del fichero ejecutable, lo cual solventaría de cierta forma el problema de la 
clasificación referente a las técnicas de desarrollo de malware presentadas en el 
apartado 2.3.1. 
En esta sección se describen las dos características estáticas de ficheros ejecutables 
seleccionadas (Imphash y Pehash), las métricas que se utilizará  para medir los índices 
de clasificación  con estas características, y el proceso ejecutado para aplicar la 
clasificación sobre la base de datos de MALICIA. 
4.1 Pehash 
Georg Wicherski2 presenta en su artículo “Pehash: A Novel Approach to Fast Malware 
Clustering” (Wicherski, 2013) un nuevo enfoque no criptográfico rápido para calcular la 
función hash para los archivos binarios en el formato Portable Ejecutable, el cual se 
describe en este apartado. 
La función Pehash transforma la información estructural de una muestra  en un valor 
hash. La agrupación de los binarios de valores hash calculados con la nueva función 
permite la detección de varias instancias de la misma muestra polimórfica, así como las 




muestras incompletas por ejemplo, debido a errores de transferencia en la 
comunicación no se completaron. 
Las actuales soluciones anti-virus son demasiado lentas e imprecisas para escanear cada 
muestra de entrada a la lista negra y sobre la base de estos datos. Para lograr la 
agrupación rápidamente Georg Wicherski desarrollo una función hash que genera el 
mismo valor hash para cualquier dos instancias de la misma muestra, por lo tanto la 
función Pehash puede ser utilizada para el Clustering del malware. 
4.1.1 Diseño de la función Pehash 
Dado que el malware es a menudo empaquetado,  específicamente el malware 
polimórfico utilizando stubs, sin suponer nada sobre el código real del malware, pero el 
stub puede ser hecho de forma estática además, el malware polimórfico o los 
empaquetadores a menudo insertan instrucciones aleatorias en los stubs, lo que de 
nuevo da como resultado un valor hash único para cada instancia de un espécimen. Las 
secciones de datos podría estar cifradas y  con el  código que se ejecuta se descifrarían 
en tiempo de ejecución, mirando a los contenidos de las secciones en un fichero PE no 
es factible conseguir la información necesaria para desarrollar un hash que permita 
agrupar al malware  en clústers. 
Como esta función hash debe ser de baja complejidad computacional para el binario 
malware promedio, sólo se puede usar un conjunto limitado de información de forma 
rápida obtenida o calculada. En concreto, emular el código del malware no es una opción 
aunque sólo sea parcialmente, ya que incluso pueden ocurrir en pequeños bucles stubs 
que se encuentren cifrados, de los cuales la longitud de tiempo de ejecución no puede 
ser fácil de predecir. Incluso si la emulación es limitada por un tiempo o límite de 
recuento de instrucciones, sería fácil anteponer un tiempo de inactividad relativamente 
largo a cualquier acción significativa, por lo que los resultados de la emulación no son 
útiles para el clustering. 
4.1.2 Caracteristicas 
Además de los datos con la información específica del fichero ejecutable, se debe tener 
en cuenta datos adicionales para tener suficiente distinción entre binarios. Los 
ejemplares de malware polimórfico de hoy comparten las mismas características 
estáticas de un PE ya que el código que genera nuevas instancias no realiza ninguna re-
vinculación,  sólo genera un nuevo stub para descifrar y hacer el  re-cifrado de la nueva 
llave. Por lo tanto, las siguientes características de los ficheros portables ejecutables 
serán comunes en varios ejemplares del fichero: 
Características: Indicadores generales para el Portable Ejecutable, por ejemplo, si el 
archivo dado es un archivo DLL o sólo se puede ejecutar en una sola máquina del 
procesador. 
Subsistema: Indica que este fichero correrá los subsistema de Windows, como la GUI, 
CLI o el controlador de dispositivos. 
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Stack Commit Size: El tamaño inicial de la pila del programa que se asignará en bytes. 
Este valor se redondea a un valor divisible por 4096, límite de la página de Windows. 
Heap Commit Size: Tamaño inicial de almacenamiento dinámico que se asignará al 
ejecutable, también redondeado al límite de tamaño de página. 
Para cada sección en el Portable Ejecutable, la siguiente información estructural se 
incluye: 
Dirección Virtual: La dirección, el contenido de la sección va a ser cargado en memoria 
o se asignará a una sección .bss.  
Tamaño de la sección sin ejecutar: El tamaño de la sección en el propio archivo de 
ejecutables portables; puede ser más pequeño que el tamaño real que ocupa en la 
memoria después de la carga debido al redondeo a límites de la página 
Características de la sección del PE .section: Indicadores de sección que describe los 
privilegios iniciales de la memoria asignada, como la lectura, la escritura y la ejecución 
de código. También contiene información acerca de la alineación y si la sección contiene 
datos no inicializado como una sección .bss.  
Dado que no todos los valores de todos los bits de todos son realmente usados o 
contienen información útil, sólo partes seleccionadas de los valores se incluyen en el 
hash. Las modificaciones de estos bits significativos indican cambios significativos en el 
binario de malware, reduciendo el riesgo de que la utilidad de esta función hash para 
una misma métrica de hash sea destruida fácilmente por bits individuales cambiados. 
Los 8 bits superiores para la pila y cola de 32 bits tienen tamaños que casi siempre son 
cero. Por otra parte, algunos valores pueden diferir en los bits más bajos debido a los 
cambios de tamaño pequeño en el malware polimórfico y deben ser descartados para 
permitir la coincidencia exacta de los valores hash. El siguiente pseudocódigo describe 
la generación exacta para el valor hash a partir de las propiedades globales, donde v 
[8...24] significa bits 8 a 24 del valor de v y ⊕ significa XOR: 
hash[0] := characteristics[0..7]  
    ⊕   characteristics[8..15]  
hash[1] := subsystem[0..7]  
    ⊕   subsystem[8..15]  
hash[2] := stackcommit[8..15]  
    ⊕   stackcommit[16..23]  
    ⊕   stackcommit[24..31]  
hash[3] := heapcommit[8..15]  
    ⊕   heapcommit[16..23]  
    ⊕   heapcommit[24..31] 
 
Además, para cada sección, los siguientes sub-hash se anexan al hash: 
shash[0] := virtaddress[9..31]  
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shash[2] := rawsize[8..31]  
shash[4] := characteristics[16..23]  
    ⊕   characteristics[24..31]  
shash[5] := kolmogorov ∈ [0..7] ⊂ ℕ 
4.2 Imphash 
El 23 de Enero del 2014 la compañía MANDIANT3 especialidad en ofrecer productos y 
servicios de seguridad informática, publica en su blog el artículo “Tracking Malware with 
Import Hashing” (Mandiant Corporation, 2014) donde muestran uno de los métodos 
que ellos utilizan para identificar y clasificar el malware. 
Una forma única que Mandiant da seguimiento a los grupos específicos de amenazas 
backdoors, es realizando un seguimiento de  las importaciones de un fichero ejecutable 
PE. Las importaciones son las funciones que una pieza de software (en este caso, 
backdoor) utiliza para llamar a otros archivos (por lo general varias DLL que ofrecen 
funcionalidad para el sistema operativo Windows). Para realizar un seguimiento de estas 
importaciones, Mandiant crea un hash basado en nombres de biblioteca / API y su orden 
específico dentro del ejecutable. Nos referimos a este convenio como un “Imphash” (de 
“importación de hash”). Debido a la forma en que se genera la tabla de importación de 
un PE (y, por tanto, cómo se calcula su Imphash), podemos usar el valor Imphash para 
identificar muestras de malware relacionados. También podemos utilizarlo para buscar 
nuevas muestras similares que el mismo grupo de amenaza puede haber creado y 
utilizado. 
La implementación de este hash ya se encuentra en la última versión del paquete 
complementario de Python Pefile por lo que en este trabajo no se implementará esta 
función, únicamente se la importara desde el paquete de Python mencionado. 
4.3 Métricas 
Para medir la calidad de los clusters que se realizarán en este trabajo se ha elegido las 
siguientes métricas que se describen a continuación: 
4.3.1 RS, JC y FM 
El clustering se puede ver como un proceso de aprendizaje sin supervisión en un 
conjunto de datos para los que el clustering de referencia por lo general no está 
disponible. Por lo tanto, a diferencia de los entornos de aprendizaje supervisado, el 
análisis de la validez de los resultados del Clustering es intrínsecamente difícil. La 
evaluación de la calidad de los resultados de la agrupación a menudo implica el uso de 
criterios subjetivos de optimalidad, que suelen ser aplicaciones específicas, y por lo 
general implica un extenso análisis manual por expertos en el dominio. Para ayudar en 
el proceso de validación de clústeres, varios métodos e índices de calidad se han 




propuesto (M. Halkidi, 2001), cuyo objetivo es evaluar los resultados de la agrupación 
para encontrar la partición que mejor se adapte a los datos (Perdisci & ManChon, 2008). 
Suponiendo que un clustering de referencia está disponible, se describen los siguientes 
índices de validez externos que pueden ser utilizados para medir la calidad de los 
resultados de la agrupación. Sea M el conjunto de datos Rc = {Rc1,.., Rcs} el conjunto de 
las agrupaciones de referencia s, y C = {C1,.., Cn} ser nuestros resultados de la agrupación 
terminado. Dado un par de muestras de datos (M1, M2), con m1, m2 ∈ M, podemos 
calcular las siguientes cantidades: 
 a es el número de pares (M1, M2) para los que si ambas muestras pertenecen al 
mismo grupo de referencia Rci,  también pertenecen al mismo grupo Cj. 
 b es el número de pares (M1, M2) para el que ambas muestras pertenecen al 
mismo grupo de referencia Rci, pero se asignan a dos grupos diferentes de Ck y 
Ch. 
 c es el número de pares (M1, M2) para el que ambas muestras pertenecen al 
mismo grupo Ci, pero se asignan a dos grupos de referencia diferentes Rck y Rch. 
 d es el número de pares (M1, M2) para que si las muestras pertenecen a dos 
grupos de referencia diferentes RCi y RCj, ellos también pertenecen a diferentes 
grupos Cl y Cm. 
Basándonos en las definiciones anteriores se puede calcular las siguientes métricas de 
validación de clustering 















Para  los tres índices RS, JC, FM, que tienen valores entre [0, 1], cuanto mayor sea el 
valor, mayor es la similitud entre el clustering C y la agrupación de referencia Rc. 
4.3.2 Precision 
Al implementar algoritmos de clustering Intuitivamente, nos esforzamos por alcanzar 
resultados en los que cada grupo contiene sólo los elementos de un tipo particular (U. 
Bayer, 2009). El objetivo de la precisión (Precision) es medir la eficacia de un algoritmo 
de clustering distinguiendo entre las muestras que son diferentes. Es decir, la precisión 
captura como de bien un algoritmo de clustering asigna muestras de diferentes tipos 
para diferentes grupos. Más formalmente, la precisión se define de la siguiente manera: 
Supongamos que tenemos un clustering de referencia T = T1, T2,.., Tt con t clústers 
y un clustering C = C1, C2,.., Cc con c clústers (para un conjunto de muestra  A = 
a1, a2,.., an). Por cada Cj ∈  C, calculamos el valor Precision del clúster como: 
𝑃𝑗 = 𝑚𝑎𝑥(|𝐶𝑗 ∩ 𝑇1|, |𝐶𝑗 ∩ 𝑇2|, … , |𝐶𝑗 ∩ 𝑇𝑡|) 




(|𝐶1|𝑃1 + |𝐶2|𝑃2 +⋯+ |𝐶𝑐|𝑃𝑐)
n
 
Donde n es el número total de elementos. 
4.3.3 Recall 
Claramente, preferimos una agrupación donde todos los elementos de un tipo se 
asignen al mismo grupo (U. Bayer, 2009). El Recall se utiliza para medir qué tan bien un 
algoritmo de agrupamiento reconoce muestras similares. Es decir, el Recall capta lo bien 
que un algoritmo asigna muestras del mismo tipo al mismo grupo. Definimos 
formalmente el Recall de la siguiente manera: Supongamos que tenemos una 
agrupación de referencia T = T1, T2,.., Tt con t clústers y un clustering C = C1, 
C2,.., Cc con c clústers. Para cada  Tj ∈ T, calculamos el valor Recall del clúster como: 
𝑅𝑗 = 𝑚𝑎𝑥(|𝐶1 ∩ 𝑇𝑗|, |𝐶2 ∩ 𝑇𝑗|, … , |𝐶𝑐 ∩ 𝑇𝑗|) 
El valor total de Precision es: 
R =
(|𝑇1|𝑅1 + |𝑇2|𝑅2 +⋯+ |𝑇𝑡|𝑅𝑡)
n
 
Donde n es el número total de elementos. 
El algoritmo de clasificación primitivo que crea un clúster para cada muestra alcanza una 
precisión óptima, pero el peor Recall. El algoritmo que combina todas las muestras en 
un solo grupo, en cambio, logra un Recall óptimo, pero el peor Precision. En la práctica, 
un algoritmo debe proveer tanto de alta Precision y Recall. Es decir, cada grupo debe 
contener todas las muestras de un tipo, pero no más. 
4.3.4 F-Measure 
El algoritmo de clasificación primitivo que crea un clúster para cada muestra alcanza una 
precisión óptima, pero el peor Recall. El algoritmo que combina todas las muestras en 
un solo grupo, en cambio, logra un Recall óptimo, pero el peor Precision. En la práctica, 
un algoritmo debe proveer tanto de alta Precision y Recall. Es decir, cada grupo debe 
contener todas las muestras de un tipo, pero no más. 
El F-Measure es una métrica que combina el Precision y el Recall es la media armónica 
de Precision y el Recall. 
El valor de F-Measure es: 




4.4 Clasificación de MALICIA 
Una vez que se ha analizado las características estáticas de los ficheros ejecutables que 
se utilizará para cumplir con los objetivos  de este trabajo, el siguiente paso fue preparar 
un entorno seguro en el que se pueda realizar todas las tareas necesarias para clasificar 
todas las muestras de malware. 
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4.4.1 Entorno de trabajo 
Para realizar todas las actividades prácticas del análisis se implementó un entorno virtual 
con las respectivas medidas de seguridad, esto indica que se tendría un equipo host y 
uno virtual. Las características principales del equipo host son las siguientes: 
Característica  Especificación 
Modelo del equipo Dell Inspiron 14R 
Procesador Intel Core i7 a 2,5 GHz 
Memoria RAM 16 GB 
Sistema Operativo Windows 8.1 Pro 
Almacenamiento 1TB 
Tabla 5 Características equipo host 
Sobre el equipo host se implementó una máquina virtual con las siguientes 
características principales: 
Característica  Especificación 
Modelo del equipo VM Ware Player 
Procesador Intel Core i7 a 2,5 GHz 
Procesadores Lógicos 4 
Memoria RAM 8 GB 
Sistema Operativo Ubuntu 14.4 LTS 
Almacenamiento 100 GB 
Tabla 6 Características Entorno de trabajo 
Una vez que se tenía el equipo virtual con el sistema operativo listo y actualizado se 
procedió a preparar el entorno, para contar con las herramientas necesarias. Para esto 
se instaló los siguientes paquetes: 
 MySql server 
 MySql Workbench 
 Python 2.7 
 Librerías de Python 








Una vez que el entorno de trabajo estaba listo, se levantó la base de datos MALICIA la 
que se puede obtener con fines investigativos en el sitio web del proyecto4.  
4.4.2 Generación de Imphash y Pehash de los PE 
Se realizó un script en Python para obtener el Pehash y el Imphash de los ficheros 
ejecutables. Estos ficheros actualmente tienen como nombre del archivo el hash SHA1, 
En la base de datos MALICIA en la tabla FILES se tiene a información de los ficheros 















Con el Script de la Tabla 7 se generó en un archivo de texto con la información 
almacenada con la estructura <<Nombre del archivo>>, <<MD5>>, <<SHA1>>, 
<<Pehash>>, <<Imphash>>. 
#!/usr/bin/python 
“” Author: Richard Rivera 
    Script for obtain the md5, sha1, Imphash, Pehash for a specific      
directory 
    Execution example: $ python Hashes.py 
    Hashes.py don’t need parameters 
     














    with open(“output”, “w”) as a: 
        for path, subdirs, files in os.walk (‘/home/binarios/’): 
            for filename in files: 
                #md5     
                with open(os.path.join(path,filename),’r’) as f:                 
                    for chunk in iter(lambda: f.read(), b”): 
                        md5 = hashlib.md5()   
                        md5.update(chunk)     
                md5Hash=md5.hexdigest() 
                #sha1 
                with open(os.path.join(path,filename),’r’) as f:                 
                    for chunk in iter(lambda: f.read(), b”): 
                        sha1= hashlib.sha1()      
                        sha1.update(chunk)     
                sha1Hash=sha1.hexdigest() 
                #Imphash 
                try: 
                    p = pefile.PE(os.path.join(path,filename)) 
                    Imphash = p.get_imphash() 
                    #control for PE file with empty import table 
                    if Imphash==””: 
                        Imphash=”null” 
                except: 
                    #control for not PE file 
                    pass 
                    Imphash=”null” 
                #Pehash to file 





                except: 
                    pass 
                    Pehash=”null” 
                #print to file 
<<filename>>,<<md5>>,<<sha1>>,<<Imphash>>,<<Pehash>>                  
                f = 
(“{},{},{},{},{}”.format(os.path.join(filename),md5Hash,sha1Hash,imp
hash,pehash)) 
                    a.write(str(f) + os.linesep)     
def main(args): 
    recursive() 
if __name__==”__main__”: 
   main(sys.argv) 
def pehash_To_File(filename): 
“” 
Script published by Totalhash.com as pehash.py 
adapted as a function for Hashes.py by Richard Rivera 
“” 
Tabla 7 Script para generar el Imphash y Pehash de un PE 
El script anterior utiliza el script de Pehash publicado por TotalHash5, el que fue 
adaptado para ser utilizado como una función dentro del script anterior, este Script 
completo se presenta en el Anexo 1. Una vez que se tenía el archivo de salida se añadió 
estos nuevos atributos en la base de datos de MALICIA. 
Al generar los Pehash e Imphash de los binarios de MALICIA, se encontró algunas 














11363 5 11358 133 2028 1500 
Tabla 8 Resultados del Script de Imphash y Pehash 
En un principio se contaba con 11363 binarios, debido a que 5 ficheros PE se marcaban 
como que no eran ficheros PE, se los analizo individualmente y se optó por retirar estos 
binarios y reducir la muestra a 11358 ficheros PE, de esta muestra se notó que 133 
binarios tenían la tabla de importación vacía, y se generaron 2028 distintas cadenas de 
Pehash que se los llamo los clústers de Imphash y de la misma forma se obtuvieron 1500 
clústers de Pehash. 




4.4.3 Métricas para Imphash y Pehash 
Una vez que se conocía el número de clústers que tienen estas 2 características estáticas 
de los ficheros PE de MALICIA,  se procedió a obtener las métricas comentadas en el 
apartado 4.3 de este trabajo, para conocer cuál sería la mejor forma de aplicar la 
clasificación sobre los binarios de MALICIA para esto se implementaron dos Scripts en 
Python que nos permitían obtener las variables a, b, c, d necesarias para los primeros 
parámetros estudiados. 
4.4.3.1 Métricas RS, JC, FM 
El primer script “pehashparameters.py” presentado en la Tabla 9 obtiene las variables 
a, b, c, d para calcular el RS, JC, FM; como se mencionó anteriormente en la base de 
datos local que cargo los datos de MALICIA ya se añadieron los valores de Imphash y el 
Pehash para los binarios de malicia. Este script crea una matriz para realizar las 
comparaciones necesarias de las métricas que se quiere obtener, los valores de esta 
matriz los toma directamente desde la base de datos, tomando en cuenta los datos de 
la Tabla 8 solo se toman como ficheros PE validos aquellos que cuentan con el valor de 
Pehash. 
Para obtener los índices de validez de los clústers se utilizan las métricas  RS, JC, FM, 
estas métricas necesitan de dos clústers, el clúster de referencia Rc. y el clúster de 
resultados C.,  en nuestro caso el Rc.,  serán los clústers que se tienen previamente de 
la clasificación de acuerdo a familias de malware que tiene MALICIA, y el C., serán los 
clústers que se generaron de la obtención del Imphash y el Pehash, teniendo en cuenta 
esto se analizó que para obtener mejores resultados se debe aplicar estas métricas para 
el conjunto de ficheros PE de malicia que si cuentan con el atributo de familia. Con lo 
cual la muestra de ficheros PE se reduce a 9908. 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
“” Author: Richard Rivera 
    Script for parameters for malware Clustering 
“” 
import MySQLdb as mdb 
import sys 
 
db = mdb.connect(‘localhost’, ‘user’, ‘passsword’, ‘RELEASE1.0’)     
 
cursori = db.cursor() 
cursorj= db.cursor() 
# execute SQL select statement 
cursori.execute(“select FAMILY, PEHASH, FILE_ID from FILES where  









for rowi in cursori.fetchall():  
    cursorj.execute(“select FAMILY, PEHASH, FILE_ID from FILES where  
IN_STORE= ‘1’ and PEHASH IS NOT NULL AND FAMILY IS NOT NULL”) 
    for rowj in cursorj.fetchall(): 
        if rowi[2]<rowj[2]: 
            totalMatrix=totalMatrix+1 
            # this if calculate the a parameter 
            if (rowi[0]==rowj[0] and rowi[1]==rowj[1]and 
rowi[0]!=None): 
                a=a+1 
            # this if calculate the b parameter                  
            elif(rowi[0]==rowj[0]and rowi[1]!=rowj[1]and 
rowi[0]!=None): 
                b=b+1 
            # this if calculate the c parameter                  
            elif((rowi[0]!=rowj[0]and rowi[1]==rowj[1])or 
(rowi[0]==None and rowi[1]==rowj[1])): 
                c=c+1 
            # this if calculate the c parameter                  
            elif((rowi[0]!=rowj[0]and rowi[1]!=rowj[1])or 
(rowi[0]==None and rowi[1]!=rowj[1])): 
                d=d+1 
 





Tabla 9 Script pehashparameters.py 




# -*- coding: utf-8 -*- 
“” Author: Richard Rivera 
    Script for parameters for malware Clustering 
“” 
import MySQLdb as mdb 
import sys 
 
db = mdb.connect(‘localhost’, ‘user’, ‘password’, ‘RELEASE1.0’)     
cursori = db.cursor() 
cursorj= db.cursor() 
# execute SQL select statement 
cursori.execute(“select FAMILY, IMPHASH, FILE_ID from FILES where  






for rowi in cursori.fetchall():  
    cursorj.execute(“select FAMILY, IMPHASH, FILE_ID from FILES 
where  IN_STORE=’1’ and PEHASH IS NOT NULL AND FAMILY IS NOT NULL”) 
    for rowj in cursorj.fetchall(): 
        if rowi[2]<rowj[2]: 
            totalMatrix=totalMatrix+1 
            # this if calculate the a parameter 
            if (rowi[0]==rowj[0] and rowi[1]==rowj[1]and 
rowi[0]!=None): 
                a=a+1 
            # this if calculate the b parameter                  
            elif(rowi[0]==rowj[0]and rowi[1]!=rowj[1]and 
rowi[0]!=None): 
                b=b+1 
            # this if calculate the c parameter                  
            elif((rowi[0]!=rowj[0]and rowi[1]==rowj[1])or 
(rowi[0]==None and rowi[1]==rowj[1])): 
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                c=c+1 
            # this if calculate the c parameter                  
            elif((rowi[0]!=rowj[0]and rowi[1]!=rowj[1])or 
(rowi[0]==None and rowi[1]!=rowj[1])): 
                d=d+1 
 





Tabla 10 Script imphashparameters.py 
Con estos dos Scripts ya se pueden obtener las métricas RS, JC, FM que se presentan en 
la Tabla 11. 
Característica  a b c d RS JC FM 
Imphash 















Tabla 11 Resultado de Parámetros RS, JC, FM 
Para comprender con más claridad los valores de las variables a, b, c, d que se presentan 
en la tabla anterior se debe tomar en cuenta que contamos con 9908 ficheros binarios, 
y como se mencionó la idea conceptual del script es realizar una matriz de comparación 
por lo tanto la suma de las variables a, b, c, d debe ser igual al resultado de la siguiente 
formula: 
𝑇 = 𝑁(𝑁 − 1) 
Donde N será el número total de ficheros binarios utilizados en esta matriz de 
comparación, una matriz de comparación generaría N*N resultados, pero no se debe 
tomar en cuenta el par de comparación de un elemento consigo mismo: 
𝑇 = 𝑁(𝑁 − 1) 
𝑇 = 9908(9908 − 1) 
𝑇 = 49079278 
𝑇 = 𝑎 + 𝑏 + 𝑐 + 𝑑 
𝑇 = 181987 + 19972611 + 1298 + 28923382 
𝑇 = 49079278 
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Se puede notar que en los dos casos T tiene el mismo valor por lo que los valores serían 
correctos, se obtiene el mismo resultado con los valores de las variables a, b, c, d para 
Pehash. 
Además de los resultados de las métricas RS, JC, FM, algo importante que se pudo 
obtener con estos scripts es el resultado de la variable c la cual nos indica que de la 
clasificación actual de las familias de MALICIA hay ficheros PE que están asignados en 
una familia con la que no comparten estas características estáticas. Esto será parte de 
un futuro análisis que llevarán a cabo en el proyecto MALICIA, pero como parte de este 
trabajo se decidió obtener el detalle de cuáles son estos ficheros binarios que estarían 
generando el valor de la variable c. Para esto se modificó levemente el script de la Tabla 
9 y la Tabla 10 para imprimir a un fichero los datos de los binarios que provocan este 
valor. Para el atributo Pehash se presentan en la Tabla 12. Para los correspondientes al 
atributo Imphash se presentan en el Anexo 2. 
FICHERO 1 FICHERO 2 ATRIBUTO COMPARTIDO 
FILE_ID FAMILY FILE_ID FAMILY PEHASH 
13381 cridex 13427 zeroaccess e4852bafdd7d77aa5e8116106bb02d3e9a850166 
13397 cridex 13427 zeroaccess e4852bafdd7d77aa5e8116106bb02d3e9a850166 
13415 cridex 13427 zeroaccess e4852bafdd7d77aa5e8116106bb02d3e9a850166 
13422 cridex 13427 zeroaccess e4852bafdd7d77aa5e8116106bb02d3e9a850166 
Tabla 12 Ficheros PE de Malicia con igual Pehash y distinta familia 
Esta tabla nos indica que al comparar el fichero 1 con el fichero 2, estos comparten el 
atributo Pehash pero actualmente están asignados a distintas familias, es decir se puede 
notar que 4 elementos de la familia cridex comparten el Pehash con un elemento de la 
familia zeroaccess. 
Como se mencionó en el apartado 4.3 estas métricas nos indicará el índice de validez de 
la clasificación, y posibles errores en el “Clustering de Referencia”, pero para tener 
indicadores que permitan una mejor interpretación se obtendrá también las métricas 
Precision y Recall. 
4.4.3.2 Métricas Precision y Recall 
De igual forma que para las métricas anteriores para obtener el Precision y el Recall se 
realizaron 2 Scripts por cada uno de estas métricas, generando los siguientes Scripts 
 PrecisionImphash.py Tabla 13 
 PrecisionPehash.py Tabla 14 
 RecallImphash.py Tabla 15 
 RecallPehash.py Tabla 16 
 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
“” Author: Richard Rivera 
    Script for parameters for malware Clustering 
“” 




db = mdb.connect(‘localhost’, ‘user’, ‘password’, ‘RELEASE1.0’)     




#getting n from the valid samples IS THE SAME FROM 
PRECISIONPEHASH.PY BECAUSE THE VALID SAMPLES ARE SAMPLES WITH PEHASH 
cursorN.execute(“SELECT COUNT(FILE_ID) FROM FILES where PEHASH IS 





Pj=0.0   
cursorC.execute(“SELECT DISTINCT IMPHASH FROM FILE_TMPC”) 
for rowC in cursorC.fetchall(): 
    cursorT.execute(“SELECT DISTINCT FAMILY FROM FILES WHERE FAMILY 
IS NOT NULL AND PEHASH IS NOT NULL AND IMPHASH IS NOT NULL”) 
    maxJ=0 
    for rowT in cursorT.fetchall(): 
        cursorP.execute(“SELECT COUNT(FAMILY) FROM FILES WHERE 
IMPHASH=’%s’AND FAMILY=’%s’”%(rowC[0],rowT[0] ))  
        (cP,)=cursorP.fetchone() 
        if maxJ<cP: 
            maxJ=cP 
    Pj=Pj+maxJ 
#ALL Pj with Imphash null will generate an Pj=1 then 
#-- 
cursorImphashNull=db.cursor() 
cursorImphashNull.execute(“SELECT COUNT(FILE_ID) FROM FILES WHERE 









Tabla 13 Script para obtener el Precision de Imphash 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
“” Author: Richard Rivera 
    Script for parameters for malware Clustering 
“” 
import MySQLdb as mdb 
import sys 
 
db = mdb.connect(‘localhost’, ‘user’, ‘password’, ‘RELEASE1.0’)     
 




#getting n from the valid samples. records with Pehash are the valid 
samples 
cursorN.execute(“SELECT COUNT(FILE_ID) FROM FILES where PEHASH IS 







Pj=0.0   
cursorC.execute(“SELECT DISTINCT PEHASH FROM FILES where PEHASH IS 
NOT NULL and FAMILY IS NOT NULL”) 
for rowC in cursorC.fetchall(): 
    cursorT.execute(“SELECT DISTINCT FAMILY FROM FILES where PEHASH 
IS NOT NULL and FAMILY IS NOT NULL”) 
    maxJ=0 
    for rowT in cursorT.fetchall(): 
        cursorP.execute(“SELECT COUNT(FAMILY) FROM FILES WHERE 
PEHASH=’%s’AND FAMILY=’%s’”%(rowC[0],rowT[0] ))   
        (cP,)=cursorP.fetchone() 
        if maxJ<cP: 
            maxJ=cP 







Tabla 14 Script para obtener el Precision de Pehash 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
“” Author: Richard Rivera 
    Script for parameters for malware Clustering 
“” 
import MySQLdb as mdb 
import sys 
 
db = mdb.connect(‘localhost’, ‘user’, ‘password’, ‘RELEASE1.0’)     
 




#getting n from the valid samples. records with Pehash are the valid 
samples 
cursorN.execute(“SELECT COUNT(FILE_ID) FROM FILES where PEHASH IS 





Rj=0.0   
cursorC.execute(“SELECT DISTINCT FAMILY FROM FILES where PEHASH IS 
NOT NULL and FAMILY IS NOT NULL”) 
for rowC in cursorC.fetchall(): 
    cursorT.execute(“SELECT DISTINCT IMPHASH FROM FILES where PEHASH 
IS NOT NULL and FAMILY IS NOT NULL AND IMPHASH IS NOT NULL”) 
    maxJ=0 
    for rowT in cursorT.fetchall(): 
        cursorR.execute(“SELECT COUNT(IMPHASH) FROM FILES WHERE 
IMPHASH=’%s’AND FAMILY=’%s’”%(rowT[0],rowC[0] ))     
        (cR,)=cursorR.fetchone() 
        if maxJ<cR: 
            maxJ=cR 










Tabla 15 Script para obtener el Recall de Imphash 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
“” Author: Richard Rivera 
    Script for parameters for malware Clustering 
“” 
import MySQLdb as mdb 
import sys 
 
db = mdb.connect(‘localhost’, ‘user’, ‘password’, ‘RELEASE1.0’)     
 




#getting n from the valid samples. records with Pehash are the valid 
samples 
cursorN.execute(“SELECT COUNT(FILE_ID) FROM FILES where PEHASH IS 





Rj=0.0   
cursorC.execute(“SELECT DISTINCT FAMILY FROM FILES where PEHASH IS 
NOT NULL and FAMILY IS NOT NULL”) 
for rowC in cursorC.fetchall(): 
    cursorT.execute(“SELECT DISTINCT PEHASH FROM FILES where PEHASH 
IS NOT NULL and FAMILY IS NOT NULL”) 
    maxJ=0 
    for rowT in cursorT.fetchall(): 
        cursorR.execute(“SELECT COUNT(PEHASH) FROM FILES WHERE 
PEHASH=’%s’AND FAMILY=’%s’”%(rowT[0],rowC[0] ))   
        (cR,)=cursorR.fetchone() 
        if maxJ<cR: 
            maxJ=cR 








Tabla 16 Script para obtener el Recall de Pehash 
Estos 4 scripts implementan las métricas presentadas en el apartado 4.3 para las 
características estáticas de ficheros ejecutables Imphash y Pehash, estas métricas 
requieren de dos Clustering el de referencia T y el clustering a evaluar C, en los Scripts 
estos clustering están representados por los cursores de Python que traen el 
identificador de cada clúster para T y C desde la base de datos y para el caso de T es el 
 43 
 
clustering actual de MALICIA el que tiene realizada la Clasificación por Familias de 
Malware es decir el Clustering de Referencia y el clustering C son todos los clústers que 
se generan de agrupar los ficheros PE que comparten el mismo valor de Imphash o 
Pehash según cada script. 
El resultado de la ejecución de los scripts anteriores son las métricas Precision y Recall 
para Imphash y Pehash que se presentan en la siguiente tabla: 
Característica  Precision Recall F-Measure 
Imphash 99,76 5,69 10,77 
Pehash 99,99 8,05 14,90 
Tabla 17 Precision y Recall de Imphash y Pehash 
Los resultados de la Tabla 17 para las dos características estáticas de ficheros ejecutables 
Imphash y Pehash nos presentan valores altos para la métrica Precision y valores bajos 
para la métrica Recall, esto indica que los clústers  C corresponden casi en su totalidad 
a clústers de T, pero que por cada clúster de T hay varios clústers de C. 
4.4.4. Clasificación de MALICIA con las características estáticas 
Una vez que se obtuvo las métricas de Precision y Recall para las características estáticas 
Pehash e Imphash con un alto índice para Precision era factible la clasificación y a 
continuación se describe el proceso realizado para esto.  
En el apartado 2.3.2 se revisó brevemente las técnicas de clasificación, para este trabajo 
se utilizará un método utilizado en el artículo de (Rafique & Caballero, 2013), 
denominado Clustering agresivo 
Clustering agresivo. Esta agrupación agresiva calcula primero una métrica de similitud 
booleana entre dos ficheros ejecutables PE, o para referirnos a la clasificación de los 
clústers esta similitud se puede interpretar como la distancia entre las características de 
los  elementos a clasificar. Los ficheros ejecutables tienen dos características a analizar 
el Imphash y el Pehash, la métrica de similitud booleana será 0 cuando dos ficheros 
ejecutables PE comparten una de estas dos características (OR lógico)  y será 1 cuando 
no compartan ninguna característica. Entonces, se iterará sobre los ficheros ejecutables 
y se comprueba si el fichero ejecutable PE actual es similar a cualquiera de los ficheros 
ejecutables PE que ya están en un clúster. Si el fichero ejecutable PE actual es sólo similar 
a los ficheros ejecutables PE en el mismo grupo, añadimos el fichero ejecutable PE a ese 
clúster. Si es similar a los ficheros ejecutables PE en varios clústeres, se fusionan esos 
clústers y se añade el fichero ejecutable PE actual al clúster fusionado. Si no es similar a 
ningún fichero ejecutable PE en los clústers, se creará un nuevo clúster para éste.  
Para aplicar este algoritmo de clasificación, se separó los ficheros ejecutables PE válidos 
contando los que actualmente no tienen asignada una familia y se los coloco en una 
nueva tabla de base de datos temporal llamada FILE_TMPC, con únicamente los 
atributos necesarios para realizar la clasificación. Se selecciona también el atributo 
ICON_LABEL que es una característica estática de los ficheros ejecutables PE que ya se 
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encuentra integrada en la clasificación actual de MALICIA, está se utilizará más adelante. 
Los atributos de esta tabla nueva tabla FILE_TMPC son los siguientes 









Al clasificar los elementos de acuerdo al algoritmo mencionado clustering agresivo los 
clúster nuevos se irán colocando en el atributo CLUSTER1, para realizar esto se codificó 
otro script en Python llamado clusteringPehashImphash.py con este algoritmo, el cual 
se presenta en la siguiente tabla. 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
“” Author: Richard Rivera 
    Script for malware Clustering (Pehash, Imphash) 
“” 
import MySQLdb as mdb 
import sys 
db = mdb.connect(‘localhost’, ‘user’, ‘password’, ‘RELEASE1.0’)     






cursori.execute(“SELECT IMPHASH, PEHASH, FILE_ID FROM FILE_TMPC 
ORDER BY FILE_ID”) 
for rowi in cursori.fetchall():  
    cursorS.execute(“SELECT CLUSTER1 FROM FILE_TMPC WHERE 
FILE_ID={}”.format(rowi[2])) 
    (S,)=cursorS.fetchone() 
    if (S==None): 
        cursorUp1.execute(“UPDATE FILE_TMPC SET CLUSTER =’cluster{}’ 
WHERE FILE_ID=’{}’”.format(clusterNumber,rowi[2])) 
        db.commit() 
        cursorj.execute(“SELECT IMPHASH, PEHASH, FILE_ID FROM 
FILE_TMPC ORDER BY FILE_ID”) 
        for rowj in cursorj.fetchall(): 
            cursorS.execute(“SELECT CLUSTER1 FROM FILE_TMPC WHERE 
FILE_ID={}”.format(rowj[2])) 
            (S,)=cursorS.fetchone() 
            if (rowi[2]<rowj[2] and S==None): 
                if (rowi[0]==rowj[0] or (rowi[1]==rowj[1] and 
rowi[1]!=None)): 
                    cursorUp2.execute(“UPDATE FILE_TMPC SET CLUSTER1 
=’cluster{}’ WHERE FILE_ID=’{}’”.format(clusterNumber,rowj[2])) 
                    db.commit() 




Tabla 18 Script Clustering Agresivo con Pehash e Imphash 
El resultado del script de la taba anterior genera 1136  nuevos clústers agrupados con el 
algoritmo clustering agresivo los cuales se presentan en la siguiente tabla: 































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Como se presentó en el apartado 3.1 la clasificación actual de MALICIA tiene 53 familias, 
con nuestro algoritmo hemos obtenido 1136 familias, dato que no es muy alentador, 
pero tomando en cuenta los resultados de la Tabla 8, antes se tenía 1500 clústers de 
Pehash y 2028 de Imphash, y ahora al agrupar estas dos características estáticas de los 
PE hemos reducido este valor a 1136 clústers. 
Para mejorar la clasificación se probará una vez más con el mismo algoritmo clustering 
agresivo, pero esta vez añadiendo el atributo ICON_LABEL (Nappa, Rafique, & Caballero, 
2013), es decir en este caso la distancia entre los elementos a comparar la métrica de 
similitud será 0 si comparten por lo menos uno (OR Lógico) de los tres atributos Pehash, 
Imphash e ICON_LABEL; y será 1 si no comparten ninguno de los atributos. Luego el 
proceso de creación de clústers será la misma que en el caso anterior. 
Para esta nueva clasificación se creó un script similar al anterior con las respectivas 
modificaciones, este se presenta en la siguiente tabla, el valor generado de los nuevos 
clústers se almacenarán en el atributo CLUSTER2 de la tabla FILE_TMPC. 
 #!/usr/bin/python 
# -*- coding: utf-8 -*- 
“” Author: Richard Rivera 




import MySQLdb as mdb 
import sys 
db = mdb.connect(‘localhost’, ‘user’, ‘password’, ‘RELEASE1.0’)     







cursori.execute(“SELECT FILE_ID, PEHASH, IMPHASH, ICON_LABEL FROM 
FILE_TMPC ORDER BY FILE_ID”) 
for rowi in cursori.fetchall():  
    cursorSelecti.execute(“SELECT CLUSTER2 FROM FILE_TMPC WHERE 
FILE_ID={}”.format(rowi[0])) 
    (Selecti,)=cursorSelecti.fetchone() 
    if (Selecti==None): 
        Selecti=clusterNumber        
        cursorUpi.execute(“UPDATE FILE_TMPC SET CLUSTER2 =’{}’ WHERE 
FILE_ID=’{}’”.format(Selecti,rowi[0])) 
        db.commit() 
        clusterNumber=clusterNumber+1 
    cursorj.execute(“SELECT FILE_ID, PEHASH, IMPHASH, ICON_LABEL 
FROM FILE_TMPC ORDER BY FILE_ID”) 
    for rowj in cursorj.fetchall(): 
        cursorSelectj.execute(“SELECT CLUSTER2 FROM FILE_TMPC WHERE 
FILE_ID={}”.format(rowj[0])) 
        (Selectj,)=cursorSelectj.fetchone() 
        if ((rowi[0]<rowj[0] and Selectj==None)and  
(rowi[1]==rowj[1] or (rowi[2]==rowj[2] and rowi[2]!=None) or 
(rowi[3]==rowj[3] and rowi[3]!=None))): 
            cursorUpj.execute(“UPDATE FILE_TMPC SET CLUSTER2 =’{}’ 
WHERE FILE_ID=’{}’”.format(Selecti,rowj[0])) 
            db.commit() 
db.close() 
 
Tabla 20 Script Clustering Agresivo con Pehash, Imphash e ICON_LABEL 
El resultado del script de la taba anterior genera 858  nuevos clústers agrupados con el 










































































































































































































































































































































































































































































































































































































































































































































































































































































































Para comprender de mejor forma los resultados del algoritmo luego de añadir el atributo 
ICON_LABEL obtendremos las métricas de Precision y Recall de los dos nuevos clustering 
el Pehash-Imphash y el Pehash-Imphash-Icon_label, estos datos se presentan en la 




Característica PRECISSION RECALL F-MEASURE 
Pehash-Imphash 99,76% 8,73% 16,06 
Pehash-Imphash-Icon_label 99,85% 43,44% 60,54 
Tabla 22 Métricas de los nuevos clústers 
La Tabla anterior nos indica que la precisión se mantiene alta y el Recall bajo  como en 
los casos anteriores; al aumentar el atributo ICON_LABEL el Precisión aumenta en 0.09% 
y el Recall aumenta en un 34,71%. 
Para agrupar los clústers que en la tabla anterior el Recall nos indica que están 
separados, vamos ya a clasificarlos con las etiquetas que tienen en el atributo FAMILY 
de la actual clasificación de MALICIA. Para esto implementaremos un algoritmo que les 
asigne el nombre de la familia de acuerdo a la mayor cantidad de elementos de una 
misma familia. Es decir, si un clúster tiene 10 elementos de los cuales 8 pertenecen a la 
familia A y los otros 2 pertenecen a la familia B, a todo el clúster se le asignará la etiqueta 
de familia A. El script que implementa este algoritmo lo hemos llamado 
“MajorityVoting.py” el cual se presenta en la siguiente tabla: 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
“” Author: Richard Rivera 
    Script for parameters for malware Clustering 
“” 
import MySQLdb as mdb 
import sys 








db = mdb.connect(‘localhost’, ‘user’, ‘password’, ‘RELEASE1.0’)     




#getting n from the valid samples. 
cursorC.execute(“SELECT DISTINCT CLUSTER2 FROM FILE_TMPC”) 
for rowC in cursorC.fetchall(): 
    cursorJ.execute(“SELECT FAMILY FROM FILE_TMPC WHERE CLUSTER2 
=’{}’”.format(rowC[0])) 
    clusters=list(cursorJ.fetchall()) 
    data = Counter(clusters)         
    (familyNew,)= data.most_common(1)[0][0] 
    if familyNew==None: 
        familyNew=”clusterTFMRR{}”.format(clusterID) 
        cursorUpdate.execute(“UPDATE FILE_TMPC SET FAMILY2 =’{}’ 
WHERE CLUSTER2=’{}’”.format(familyNew,rowC[0]))     
        db.commit() 
        clusterID=clusterID+1 
    else: 




        db.commit() 
db.close()   
 
Tabla 23 Script MajorityVoting.py 
El algoritmo Majority voting o Weighted Majority (Lam & Suen, 1997) para encontrar la 
característica con mayor número de ocurrencias dentro de un clúster puede ser 
implementado de varias formas. En este trabajo se optó por utilizar el método 
“most_common” de la librería Collections de Python que ya implementa este algoritmo 
(Python Software Foundation, 2014). 
El resultado de este nuevo script para poner una etiqueta a las nuevas familias tomando 
en cuenta las etiquetas actuales de MALICIA, es un total de 418 familias, reduciendo el 












































































































































































































































































































































































































































Tabla 24 Clustering Majority Voting
De los resultados de la tabla anterior ya se puede notar como se han agrupado las 
familias más representativas teniendo cantidades iguales o similares a las actuales de 
MALICIA. Para representar mejor estos resultados de este nuevo clustering llamado 
Majority_Voting también obtendremos los valores de Precision y Recall los cuales se 
presentan en la siguiente tabla: 
Característica PRECISION RECALL F- MEASURE 
Majority_Voting 99,15% 99,32% 99,23 
Tabla 25 Métricas Clustering Majority Voting 
Como se muestra en la tabla anterior al utilizar el último algoritmo de Majority Voting 
el Recall que en todos los casos se encontraba a menos del 50% ahora presenta un 
99,32%. En este nuevo clustering tenemos 418 familias de las cuales al menos 171 tienen 
más de un fichero ejecutable.  
Como se comentó en el inicio de este capítulo los dos objetivos principales de este 
trabajo eran encontrar características estáticas de los ficheros ejecutables que nos 
permitan clasificar los malware de MALICIA, estas características fueron el Imphash, el 
Pehash y el ICON_LABEL esta última tomada de las características que ya tenía MALICIA, 
y el segundo objetivo era mejorar el índice de clasificación de MALICIA, que antes tenía 
un 87,24% y ahora se ha puesto etiquetas de familias a todos los elementos con lo que 
se podría decir que está clasificada en un 100%, pero tomado en cuenta que se crearon 
227 nuevas familias con un solo fichero ejecutable la clasificación real se establecería en 










5 Análisis de Resultados 
En este apartado se presenta de forma consolidada los resultados obtenidos en éste 
trabajo de investigación. El objetivo de este trabajo era analizar características estáticas 
que se pueden obtener de los ficheros ejecutables para poder realizar una clasificación 
de los malware de MALICIA, tratando de aumentar el índice de clasificación actual. 
5.1 Comparativa Pehash – Imphash 
Las características estáticas de ficheros ejecutables seleccionadas para el análisis de este 
trabajo fueron el Imphash y el Pehash. Se obtuvo estas características de los ficheros de 
MALICIA y se generó un clustering para cada una de éstas. Posteriormente, se validó 
estos clústers contra el clustering de referencia que era la actual clasificación de 
MALICIA. Estos resultados se presentan en la siguiente tabla. En esta comparativa se 
añade la métrica F-Measure mencionada en el apartado 4.3 de este trabajo. 
Característica  Precision Recall F-Measuere 
Imphash 99,76 5,69 10,77% 
Pehash 99,99 8,05 14,90% 
Tabla 26 Comparativa Pehash-Imphash 
Estos resultados nos indican que la mejor característica de las dos es el Pehash por tener 
un mayor valor en la métrica F-Measure, y al tener un Clustering de referencia esta 
característica es de gran utilidad para encontrar posibles errores en la clasificación del 
Clustering de referencia como sucedió en el desarrollo de este trabajo.  
La característica Pehash solo presento inconvenientes sobre 4 de los  ficheros binarios 
analizados de los 11.363 ficheros analizados, por otra parte Imphash presento 
inconvenientes en estos 4 ficheros y en 133 más que tenían la tabla de importación vacía 
y puesto que el Imphash utiliza esta sección del PE para sacar el hash estos ficheros no 
generaron ningún Imphash, esto es algo a tener en cuenta ahora que las personas que 
desarrollan malware pueden valerse de distintas técnicas para ocultar la tabla de 




Para poder realizar la clasificación de MALICIA con las nuevas características estáticas y 
tomando La característica ICON_LABEL de la actual clasificación de MALICIA se 
realizaron varios procesos empezando por la clasificación individual de Imphash y 
Pehash. Posteriormente, se juntó estas en el clustering Pehash-Imphash con el algoritmo 
clustering agresivo, después se añadió la característica ICON_LABEL y se generó el 
Clustering Pehash-Imphash-Icon_label, el cual aún tenía un Recall por debajo del 50%. 
Finalmente, para aumentar el Recall se utilizó el algoritmo de Majority Voting generando 
el clustering final con el mismo nombre Majority Voting. Cabe aclarar que este último 
clustering se generó a partir del clustering Pehash-Imphash-Icon_label. Los resultados 




Precision Recall F-Measure 
Imphash 2028 912 99,76 5,69 10,77% 
Pehash 1500 804 99,99 8,05 14,90% 
Pehash-Imphash 1136 570 99,76% 8,73% 16,06% 
Pehash-Imphash-
Icon_label 




418 247 99,15% 99,32% 99,23% 
Tabla 27 Resultado final de clasificaciones 
Todas estas clasificaciones fueron realizadas sobre un total 11358 ficheros ejecutables 
PE. La tabla anterior presenta los resultados donde se puede apreciar cómo va 
mejorando el F-Measure a lo largo de todo este proceso hasta alcanzar un notable 
99,32%. En el último paso hay un leve decremento del Precision, esto es debido a que 
varias familias del clustering de referencia en el clustering de resultado se unifican y 
también a los pequeños errores o excepciones que encontramos en el clustering de 
referencia. Adicionalmente, se puede notar como en cada paso del proceso el número 
de clústers va decreciendo hasta llegar a 418 clústers, de igual forma para los Singleton 
clústers, que son los clústers con un solo elemento. Al final tenemos únicamente 247 









6 Conclusiones y Trabajo 
futuro 
6.1 Conclusiones 
El principal objetivo de este trabajo era analizar características estáticas que se puede 
obtener de los ficheros ejecutables para poder realizar una clasificación de los malware 
de MALICIA, tratando de aumentar el índice de clasificación actual de MALICIA. 
 Las características estáticas analizadas fueron Imphash, Pehash e ICON_LABEL. 
Esta última tomada de las características que ya tenía MALICIA. Con estas 
características estáticas de los PE se trataba de mejorar el índice de clasificación 
de MALICIA que antes tenía un 87,24%. Ahora, se ha puesto etiquetas de familias 
a todos los elementos con lo que se podría decir que está clasificada en un 100%, 
pero tomado en cuenta que se crearon 227 nuevas familias con un sólo fichero 
ejecutable, la clasificación real se establecería en un 98% mejorando la 
clasificación en un 10,76%. 
 La métrica F-Measure que agrupa el Precision y el Recall  nos sirve para saber 
cuál técnica de clasificación tiene más validez. Al obtener un F-Measure para el 
clustering con Majority Voting con un valor de 99,23% se puede concluir que 
todo el proceso y los clustering anteriores que sirvieron para generar este, se 
condujeron por el camino adecuado. Por lo tanto se puede utilizar este proceso 
para futuras clasificaciones donde se cuente con un Clustering de Referencia. 
 Al no tener un clustering de referencia se puede utilizar como punto de partida 
para la clasificación el clustering generado por la característica estática del  
Pehash o el Pehash-Imphash más el ICON_LABEL que en cuanto a clasificación es 
más eficiente de acuerdo a los resultados de este trabajo. 
o Juan Caballero en su calidad de director de este trabajo y representando 
al proyecto  MALICIA Project (Imdea Software Institute, 2013) contaba 
con otro conjunto de datos de malware denominado “ssl_malware” que 
no estaban clasificados, es decir no se tenía un clustering de referencia. 
De forma adicional a este trabajo se solicito obtener las características 
Imphash y Pehash de estos 1.203 ficheros binarios PE y adicional al 
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archivo generado con el Sha1, Md5, Pehash e Imphash se realizó el 
análisis de la siguiente tabla. 
Característica #clústers Single clúster 
Imphash 163 125 
Pehash 102 74 
Pehash-Imphash 102 74 
 
No se nota una mejora en el clustering Pehash-Imphash sobre el 
clustering de Pehash pero es un buen punto de partida para clasificar las 
primeras familias de estos ficheros ejecutables utilizando únicamente el 
clustering de Pehash. 
 Las métricas RS, JC y FM además de proporcionar un índice de valides del 
clustering nos permiten detectar fallos en el clustering de referencia que se 
pueden corregir para obtener mejores métricas de Imphash y Pehash. 
 El lenguaje Python presenta varias facilidades para realizar este tipo de 
investigaciones, siendo muy intuitivo de aprender. Además cuenta con muchas 
librerías de código libre realizadas por investigadores o entusiastas del lenguaje 
que facilitan el trabajo. 
 El malware ha incrementado su complejidad, variedad y las técnicas más 
sofisticadas están ganando un amplio uso, aumentando el esfuerzo necesario 
para combatir este problema. Los productores de malware seguirán utilizando 
todos los medios necesarios a fin de conseguir los objetivos deseados. Esto 
implica buscar nuevos caminos sin dejar de utilizar cualquier otro método 
disponible, generando así más retos a los investigadores interesados en el 
análisis y clasificación del Malware. 
6.2 Trabajo Futuro 
Esta sección se presenta los trabajos futuros que se puede seguir investigando o 
implementando a partir de este trabajo. 
 Todos los procesos presentados hasta llegar al último clustering presentado se 
podrían implementar en un único proceso, eliminando los procesos repetidos. 
Estas fueron lecciones aprendidas en este trabajo que se podrían optimizar, 
realizando pruebas para muestras pequeñas antes de realizar sobre todos los 
ficheros si la muestra es grande. 
 El proyecto MALICIA (Imdea Software Institute, 2013) ha publicado varios 
artículos sobre la clasificación de malware, en especial el artículo de la 
herramienta FIRMA (Rafique & Caballero, 2013). Se podría estudiar la posibilidad 
de añadir a esta herramienta el análisis de las características estáticas de forma 
automática para mejorar las futuras clasificaciones de malware. 
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 A demás de las características estáticas estudiadas sobre los ficheros PE, 
profundizar en este tema podría permitir encontrar otras características 
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Anexo 1 Script completo para generar el Imphash y el Pehash 
de un PE 
#!/usr/bin/python 
“” Author: Richard Rivera 
    Script for obtain the md5, sha1, Imphash, Pehash for a specific      
directory 
    Execution example: $ python Hashes.py 
    Hashes.py don’t need parameters 
     










    with open(“output”, “w”) as a: 
        for path, subdirs, files in os.walk (‘/home/binarios/’): 
            for filename in files: 
                #md5     
                with open(os.path.join(path,filename),’r’) as f:                 
                    for chunk in iter(lambda: f.read(), b”): 
                        md5 = hashlib.md5()   
                        md5.update(chunk)     
                md5Hash=md5.hexdigest() 
                #sha1 
                with open(os.path.join(path,filename),’r’) as f:                 
                    for chunk in iter(lambda: f.read(), b”): 
                        sha1= hashlib.sha1()      
                        sha1.update(chunk)     
                sha1Hash=sha1.hexdigest() 
                #imphash 
                try: 
                    p = pefile.PE(os.path.join(path,filename)) 
                    imphash = p.get_imphash() 
                    #control for PE file with empty import table 
                    if imphash==””: 
                        imphash=”null” 
                except: 
                    #control for not PE file 
                    pass 
                    imphash=”null” 
                #pehash to file 
                try:    
pehash=pehash_To_File(os.path.join(path,filename)) 
 
                except: 
                    pass 
                    pehash=”null” 
                #print to file 
<<filename>>,<<md5>>,<<sha1>>,<<imphash>>,<<pehash>>                  
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                f = 
(“{},{},{},{},{}”.format(os.path.join(filename),md5Hash,sha1Hash,imp
hash,pehash)) 
                    a.write(str(f) + os.linesep)     
#pehash 
“” 
Script published by Totalhash.com as pehash.py 
adapted as a function for Hashes.py by Richard Rivera 
“” 
def pehash_To_File(filename): 
    exe = pefile.PE(filename) 
    #image characteristics 
    img_chars = 
bitstring.BitArray(hex(exe.FILE_HEADER.Characteristics)) 
    #pad to 16 bits 
    img_chars = bitstring.BitArray(bytes=img_chars.tobytes()) 
    img_chars_xor = img_chars[0:7] ^ img_chars[8:15] 
    #start to build pehash 
    pehash_bin = bitstring.BitArray(img_chars_xor) 
 
    #subsystem -  
    sub_chars = bitstring.BitArray(hex(exe.FILE_HEADER.Machine)) 
    #pad to 16 bits 
    sub_chars = bitstring.BitArray(bytes=sub_chars.tobytes()) 
    sub_chars_xor = sub_chars[0:7] ^ sub_chars[8:15] 
    pehash_bin.append(sub_chars_xor) 
 
    #Stack Commit Size 
    stk_size = 
bitstring.BitArray(hex(exe.OPTIONAL_HEADER.SizeOfStackCommit)) 
    stk_size_bits = string.zfill(stk_size.bin, 32) 
    #now xor the bits 
    stk_size = bitstring.BitArray(bin=stk_size_bits) 
    stk_size_xor = stk_size[8:15] ^ stk_size[16:23] ^ 
stk_size[24:31] 
    #pad to 8 bits 
    stk_size_xor = bitstring.BitArray(bytes=stk_size_xor.tobytes()) 
    pehash_bin.append(stk_size_xor) 
 
    #Heap Commit Size 
    hp_size = 
bitstring.BitArray(hex(exe.OPTIONAL_HEADER.SizeOfHeapCommit)) 
    hp_size_bits = string.zfill(hp_size.bin, 32) 
    #now xor the bits 
    hp_size = bitstring.BitArray(bin=hp_size_bits) 
    hp_size_xor = hp_size[8:15] ^ hp_size[16:23] ^ hp_size[24:31] 
    #pad to 8 bits 
    hp_size_xor = bitstring.BitArray(bytes=hp_size_xor.tobytes()) 
    pehash_bin.append(hp_size_xor) 
 
    #Section chars 
    for section in exe.sections: 
        #virutal address 
        sect_va =  bitstring.BitArray(hex(section.VirtualAddress)) 
        sect_va = bitstring.BitArray(bytes=sect_va.tobytes()) 
        pehash_bin.append(sect_va)     
 
        #rawsize 
        sect_rs =  bitstring.BitArray(hex(section.SizeOfRawData)) 
        sect_rs = bitstring.BitArray(bytes=sect_rs.tobytes()) 
        sect_rs_bits = string.zfill(sect_rs.bin, 32) 
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        sect_rs = bitstring.BitArray(bin=sect_rs_bits) 
        sect_rs = bitstring.BitArray(bytes=sect_rs.tobytes()) 
        sect_rs_bits = sect_rs[8:31] 
        pehash_bin.append(sect_rs_bits) 
 
        #section chars 
        sect_chars =  
bitstring.BitArray(hex(section.Characteristics)) 
        sect_chars = bitstring.BitArray(bytes=sect_chars.tobytes()) 
        sect_chars_xor = sect_chars[16:23] ^ sect_chars[24:31] 
        pehash_bin.append(sect_chars_xor) 
 
        #entropy calulation 
        address = section.VirtualAddress 
        size = section.SizeOfRawData 
        raw = exe.write()[address+size:] 
        if size == 0:  
            kolmog = bitstring.BitArray(float=1, length=32) 
            pehash_bin.append(kolmog[0:7]) 
            continue 
        bz2_raw = bz2.compress(raw) 
        bz2_size = len(bz2_raw) 
        #k = round(bz2_size / size, 5) 
        k = bz2_size / size 
        kolmog = bitstring.BitArray(float=k, length=32) 
        pehash_bin.append(kolmog[0:7]) 
 
    m = hashlib.sha1() 
    m.update(pehash_bin.tobytes()) 















Anexo 2 Ficheros PE de MALICIA con igual Imphash y distinta 
familia 




D FAMILY IMPHASH 
484 securityshield 517 winwebsec 
26b4d9c606e432b1165a17264e2
a9d92 
484 securityshield 518 winwebsec 
26b4d9c606e432b1165a17264e2
a9d92 
484 securityshield 519 winwebsec 
26b4d9c606e432b1165a17264e2
a9d92 
525 securityshield 556 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
525 securityshield 557 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
525 securityshield 558 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
525 securityshield 562 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
525 securityshield 564 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
525 securityshield 565 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
525 securityshield 566 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
532 securityshield 556 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
532 securityshield 557 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
532 securityshield 558 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
532 securityshield 562 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
532 securityshield 564 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
532 securityshield 565 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
532 securityshield 566 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
534 securityshield 556 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
534 securityshield 557 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
534 securityshield 558 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
534 securityshield 562 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
534 securityshield 564 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
534 securityshield 565 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
534 securityshield 566 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
536 securityshield 556 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
536 securityshield 557 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
536 securityshield 558 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 





536 securityshield 564 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
536 securityshield 565 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
536 securityshield 566 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
543 securityshield 556 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
543 securityshield 557 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
543 securityshield 558 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
543 securityshield 562 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
543 securityshield 564 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
543 securityshield 565 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
543 securityshield 566 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
548 securityshield 556 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
548 securityshield 557 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
548 securityshield 558 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
548 securityshield 562 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
548 securityshield 564 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
548 securityshield 565 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
548 securityshield 566 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
550 securityshield 556 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
550 securityshield 557 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
550 securityshield 558 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
550 securityshield 562 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
550 securityshield 564 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
550 securityshield 565 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
550 securityshield 566 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
555 securityshield 556 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
555 securityshield 557 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
555 securityshield 558 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
555 securityshield 562 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
555 securityshield 564 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
555 securityshield 565 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
555 securityshield 566 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
556 winwebsec 560 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 





556 winwebsec 572 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
556 winwebsec 583 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
557 winwebsec 560 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
557 winwebsec 563 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
557 winwebsec 572 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
557 winwebsec 583 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
558 winwebsec 560 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
558 winwebsec 563 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
558 winwebsec 572 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
558 winwebsec 583 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
560 securityshield 562 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
560 securityshield 564 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
560 securityshield 565 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
560 securityshield 566 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
562 winwebsec 563 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
562 winwebsec 572 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
562 winwebsec 583 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
563 securityshield 564 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
563 securityshield 565 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
563 securityshield 566 winwebsec 
8b53af7395cccfc07e9646fce6a47
8f7 
564 winwebsec 572 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
564 winwebsec 583 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
565 winwebsec 572 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
565 winwebsec 583 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
566 winwebsec 572 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
566 winwebsec 583 securityshield 
8b53af7395cccfc07e9646fce6a47
8f7 
688 securityshield 689 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 690 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 691 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 692 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 693 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 697 winwebsec 
b5cb147a043775fa995dbb94670c
d866 





688 securityshield 699 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 707 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 708 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 709 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 713 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 714 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 715 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 718 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 719 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 720 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 724 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 725 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 726 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 729 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 730 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 731 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 735 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 736 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
688 securityshield 737 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
689 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 
689 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
689 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
690 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 
690 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
690 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
691 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 
691 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
691 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
692 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 
692 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
692 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
693 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 





693 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
697 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 
697 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
697 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
698 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 
698 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
698 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
699 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 
699 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
699 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
707 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 
707 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
707 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
708 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 
708 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
708 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
709 winwebsec 710 securityshield 
b5cb147a043775fa995dbb94670c
d866 
709 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
709 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 713 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 714 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 715 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 718 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 719 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 720 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 724 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 725 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 726 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 729 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 730 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 731 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
710 securityshield 735 winwebsec 
b5cb147a043775fa995dbb94670c
d866 





710 securityshield 737 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
713 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
713 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
714 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
714 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
715 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
715 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
718 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
718 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
719 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
719 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
720 winwebsec 721 securityshield 
b5cb147a043775fa995dbb94670c
d866 
720 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
721 securityshield 724 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
721 securityshield 725 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
721 securityshield 726 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
721 securityshield 729 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
721 securityshield 730 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
721 securityshield 731 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
721 securityshield 735 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
721 securityshield 736 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
721 securityshield 737 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
724 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
725 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
726 winwebsec 727 securityshield 
b5cb147a043775fa995dbb94670c
d866 
727 securityshield 729 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
727 securityshield 730 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
727 securityshield 731 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
727 securityshield 735 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
727 securityshield 736 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
727 securityshield 737 winwebsec 
b5cb147a043775fa995dbb94670c
d866 
869 winwebsec 880 securityshield 
c66f0821668aebc35f5e6a387187
61f4 





870 winwebsec 880 securityshield 
c66f0821668aebc35f5e6a387187
61f4 
870 winwebsec 884 securityshield 
c66f0821668aebc35f5e6a387187
61f4 
871 winwebsec 880 securityshield 
c66f0821668aebc35f5e6a387187
61f4 
871 winwebsec 884 securityshield 
c66f0821668aebc35f5e6a387187
61f4 
872 winwebsec 880 securityshield 
c66f0821668aebc35f5e6a387187
61f4 
872 winwebsec 884 securityshield 
c66f0821668aebc35f5e6a387187
61f4 
873 winwebsec 880 securityshield 
c66f0821668aebc35f5e6a387187
61f4 
873 winwebsec 884 securityshield 
c66f0821668aebc35f5e6a387187
61f4 
1152 winwebsec 1226 securityshield 
fab919a5ff86dd64eecd7032969e9
193 
1153 winwebsec 1226 securityshield 
fab919a5ff86dd64eecd7032969e9
193 
1154 winwebsec 1226 securityshield 
fab919a5ff86dd64eecd7032969e9
193 
1160 winwebsec 1212 securityshield 
c1ada0e588c7b2b7f03dbd1d0004
70e6 
1212 securityshield 1231 winwebsec 
c1ada0e588c7b2b7f03dbd1d0004
70e6 
1212 securityshield 1232 winwebsec 
c1ada0e588c7b2b7f03dbd1d0004
70e6 
1212 securityshield 1233 winwebsec 
c1ada0e588c7b2b7f03dbd1d0004
70e6 
1224 winwebsec 1226 securityshield 
fab919a5ff86dd64eecd7032969e9
193 
1225 winwebsec 1226 securityshield 
fab919a5ff86dd64eecd7032969e9
193 
1317 securityshield 1325 winwebsec 
0feb01bcec3d86640f7b4a49726d
6e06 
1317 securityshield 1326 winwebsec 
0feb01bcec3d86640f7b4a49726d
6e06 
1317 securityshield 1327 winwebsec 
0feb01bcec3d86640f7b4a49726d
6e06 
1317 securityshield 1360 winwebsec 
0feb01bcec3d86640f7b4a49726d
6e06 
1317 securityshield 1369 winwebsec 
0feb01bcec3d86640f7b4a49726d
6e06 
1317 securityshield 1370 winwebsec 
0feb01bcec3d86640f7b4a49726d
6e06 
1317 securityshield 1371 winwebsec 
0feb01bcec3d86640f7b4a49726d
6e06 
1319 winwebsec 1393 securityshield 
e2d95e21277712bf3ff8745ae131b
707 
1320 winwebsec 1393 securityshield 
e2d95e21277712bf3ff8745ae131b
707 
1321 winwebsec 1393 securityshield 
e2d95e21277712bf3ff8745ae131b
707 
1356 winwebsec 1393 securityshield 
e2d95e21277712bf3ff8745ae131b
707 
1357 winwebsec 1393 securityshield 
e2d95e21277712bf3ff8745ae131b
707 
1508 winwebsec 1656 securityshield 
4efa911c78a20c1d8b683b879b7e
0a00 
1509 winwebsec 1656 securityshield 
4efa911c78a20c1d8b683b879b7e
0a00 
1510 winwebsec 1656 securityshield 
4efa911c78a20c1d8b683b879b7e
0a00 
































12501 zbot 12515 cridex 
e98e78a7162fdab47c07b6e6695f
50cf 
12742 cridex 12743 harebot 
a4b4cd2bde1236dbed4470e8068
90583 
 
