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 近年，あらゆるモノがインターネットに接続される Internet of Things（IoT）が急速に
拡大している．パソコンや携帯電話などのインターネット接続端末に加えて，家電や自動車，
ビルや工場など様々なものがインターネットへつながることで，IoT デバイスは 2020 年に
は 300 億に達すると予測されている（図 1-1）[1]． 
 IoT システムは Cyber Physical System（CPS）としての側面も有し，その付加価値を




図 1-1 世界の IoT デバイス数の推移及び予測[1] 
  



































図 1-3 分野別・産業別の IoT デバイス数および成長率[1] 
 








































































(3) IoT システム 
 
 
























1.1.2.  研究の目的 
  






































































































表 1-1 本研究の提案 










































された ECHONET Lite プロトコル用に，アプリケーションの拡張性を考慮したミドルウェ








































ECU，ライト点灯制御を担う ECU では，動作周波数や RAM，ROM などのリソースが大
きく異なるほか，信頼性への要求などが異なる．このことから，ソフトウェアの更新におけ


















































 図 1-9 に 3 章，4 章，5 章の位置づけを示す． 
 最後に 6 章において，本研究を総括するとともに，今後の展望を述べる． 
 
















































して，集中型と分散型の 2 通りの構成がある．図 2-1 に基本構成の概要を示す． 
 
図 2-1 ネットワーク接続された組込みシステムの基本構成 
 集中型のシステムでは，ゲートウェイなどに搭載されたコントローラが，複数のノードを
制御して機能を実現する．例えば，図 2-1（a）に示すように機能 1 はゲートウェイ（コン
トローラ）とノード 1 で実現し，機能 2 はゲートウェイとノード 2，ノード 3 で実現する．
集中型のシステムの例としては，ホームネットワークシステムやビルシステムがある． 
 分散型のシステムでは，ノードがそれぞれ連携して機能を構成する．例えば，図 2-1（b）
に示すように機能 1 はノード 1 とノード 4 で実現し，機能 2 はノード 2 とノード 3，ノー



























システムでは物理層は Ethernet[37]，WiFi[38]を中心に，電力線通信や 2.4GHz 帯無線通
信が，ネットワーク層～トランスポート層には TCP,UDP/IP,6LoWPAN が利用される．ま
た，アプリケーション層は UPnP[39]や DLNA[40]，ECHONET Lite などが利用されてい





ンスポート層には CAN-TP[50]や TCP,UDP/IP などが利用される．また，アプリケーショ
ン層は診断通信に UDS[51]などが利用される一方，制御は各自動車メーカ独自のメッセー
ジであることが多い．表 2-1 各分野における標準化された通信プロトコルの例を示す． 



































































































System の例としては Field Programable Gate Array（FPGA）や Dynamic Reconfigurable 
Processor（DRP）がある．再構成可能システムとして，CPU と FPGA を組み合わせたシ















































































ルウェアとして，RLL や DLM が開発されている[62]． 
Java[63]に代表されるようなバーチャルマシン（VM）技術も，ソフトウェアの動的な再










ョン間の連携も課題となる．このために，前述の OS や VM をベースとして，アプリケー
ションのライフサイクル管理などを行うフレームワークや，通信プロトコルをサポートす









図 2-4  OSGi階層モデル[24] 
OSGi フレームワークは，1 つの JavaVM 上でバンドルと呼ばれるソフトウェアモジュー




















図 2-5 ネットワーク接続された組込みシステムの構成とアーキテクチャ例 
集中型システムにおいて拡張性を考慮した構成方法としては，前述の OSGi が広く普及
している．OSGi では，モジュールの管理に必要となるバージョン管理，依存関係管理，ア



















は対応していない．このため，Belaggoun らは AUTOSAR を拡張して動的なソフトウェア
コンポーネントの配置を可能にする技術を提案している[77]．Belaggoun らの提案では，提
案する動的な再配置機構により，ECU 失陥時の機能再配置を行う例が示されている．他に
















































































































信においては End to end でのセキュリティが課題となる．  











































































検出の仕組みが必要になる．このような検出の仕組みとして前述の UPnP では，Simple 
Service Discovery Protocol（SSDP）[99]が利用されており，Apple 社が普及させた

































一方，これまで専用の端末上に実装されていた HA やセキュリティ，HEMS といった複
数の機能を一つの端末（サービスゲートウェイ，以下サービスゲートウェイ）上に搭載する
ため，さまざまなサービスやデバイスに対応できるホーム ICT（ Information and 
Communications Technology）実行基盤として OSGi が注目されている[105]．  
対象システムの基本構成と関連研究 
27 
図 2-11 に，サービスゲートウェイに OSGi を利用したシステムの構成例を示す．ここで
は，サービスゲートウェイは家庭内の各機器に制御指示を行うコントローラとなる．  
 
図 2-11 OSGiを利用したホームネットワークシステム概要 
 このような環境において，経済産業省は 2011 年に ECHONET Lite を HEMS の標準プ











図 2-12 に示すとおり，ECHONET Lite で規定している範囲は，OSI 参照モデルにおけ





















































図 2-12  ECHONET Liteの規定範囲[30] 















(1) ECHONET Lite を適用したホームネットワークシステムの拡張の容易化 
 






一方で，前述のとおり，国内では HEMSの標準プロトコルとして ECHONET Lite が推
奨されたことから，ECHONET Lite 向けのミドルウェアの開発が進んでいるが，搭載する
ゲートウェイのリソースなどを含めて拡張性を考慮した実装方法に関する提案は行われて




OSGi 上で開発されている[111]．また，OSGi 上で ECHONET バンドルを構成し PUCC
（P2P Universal Computing Consortium）プロトコルと接続して ECHONET 機器の制御
を行うシステムも提案されている[112]．これらの研究では，ECHONET を OSGi に適用す
る方法について検討されている．しかし，これらの研究はあくまで ECHONET を対象とし
ており，ECHONET と ECHONET Lite の相違点については考慮されていない．例えば，
ECHONET では定義されている下位通信層が ECHONET Lite では定義されていないが，















図 2-13 に自動車システムの構成を示す．図中の ECU の色が異なるのは，ハードウェア
リソースなどの特徴の異なる ECU であることを示す． 
 
図 2-13 自動車システムの構成例 
これまでテレビや携帯電話などのコンシューマエレクトロニクス製品と異なり，自動車
システムは 1 つ 1 つが携帯端末に相当するような多数のデバイス (ECU)で構成され，これ
らが連携して機能を実現する複雑なシステムである．自動車 1 台当たりの ECU の搭載数は
2025 年には平均 30.4 個になると予想されている[115]． 
従来の ECU に加えて，カーナビやオーディオ等の機能を備える In-vehicle infotainment 






れており，その対策として IVI，TCU や外部接続機器および OBD のような外部インタフ
ェースとの間で Firewall として機能するセキュリティゲートウェイの搭載が進みつつある． 
 現在，自動車システムは，複数の ECU が連携してエンジン制御や先進安全支援などの機
能を実現し，さらにこれらの機能が連携動作することでシステム全体が制御される分散ア
ーキテクチャとして構成されている．一方で，自動車システムは，図 2-14 に示すように各













Central ECU，ドメインをまたぐ Central ECU と段階的に集約され，最終的には Vehicle 
Computer に集約される．このようなアーキテクチャを支える車載ネットワークとして，従
来主流であった CANと比較して広帯域である Ethernetの導入が始まっている[118][119]． 
 
図 2-14 自動車システムの構成の進展[34] 
 また，制御の複雑化に伴い，図 2-15 に例を示す通り，ECU に用いられるマイコンにつ
いても動作周波数の向上やメモリの拡張，マルチコア化など，高機能化が進展している[120]．  
 
図 2-15 車載 ECU用マイコンのロードマップ例[120] 






このような中，テスラモーターズ社は，2015 年 8 月には販売済みの車両に対して，ソフ
トウェア更新によって有料で自動運転機能を追加するという，新たなビジネスモデルを試
行している[124]．  








ラムを OTA センタに登録し，OTA センタは車両に修正した新プログラムを配信する．車両
では，新プログラムを受信し，これを更新対象 ECU に適用する(図 2-16)． 
 
 






2.4.2. 故障診断向けの ISO 標準 
 
整備士が，自動車システムの診断や，ECU のソフトウェアを更新する際に用いる専用ツ
ールやツールと ECU の通信インタフェース向けの規格として UDS (Unified Diagnostic 
Service) (ISO14229)[51]，Open Diagnostic data eXchange (ODX) (ISO22901) [126]，Open 
Test sequence eXchange (OTX)  (ISO13209) [127][128]が標準化されている． 
対象システムの基本構成と関連研究 
33 
UDS は診断装置と ECU 間の通信規格を定めている．具体的には，CAN 等で接続した
ECU との間で送受信するデータを定義するものであり，診断処理 (サービスと呼ばれる)毎
にバイナリフォーマットが規定されている． 




これらは XML で記述される． 
OTX は，診断サービスの処理シーケンスを記述するための標準技術である．具体的には，
前述の UDS で規定され，ODX でデータが記述された診断サービスを，どの順番で実行す
るか，ECU と通信した結果によって条件分岐する，というような処理の流れを XML で記
述する． 
 図 2-17 に，これら ISO 標準技術の概要を示す． 
  













一方で，2.4.1 節で述べた通り，自動車の ECU のソフトウェア更新への OTA 適用が検討
されている．OTA によるソフトウェアの更新制御に関して，Boer らは ECU ごとの更新手










他にも，Zhang らは，携帯電話を経由して ECU ソフトウェアの更新パッケージをダウン



















は，車両外の診断装置から CAN を経由してプログラム全体を更新対象 ECU に送信し，
ECU上でFlash ROMを書き換えることでソフトウェアの更新を行う．図 2-8に示す通り，
ECU のソフト更新時間の大半は CAN による伝送時間が占める．ここでは，2MB のプログ
ラムを 500Kbps の CAN の帯域のうち 10%を利用して伝送した場合の例を示した． 
 
 









短縮を提案している．前述の通り，ECU の書き換え処理においては，Flash ROM の書換え
時間が占める割合は相対的に小さく，通信量を削減できる差分更新の時間短縮効果が高い
と考えられる．プログラムの差分更新については他にも，商用ソフト[85][86]に加え，オー
プンソースソフトウェア(OSS)である bsdiff[87]が PC や携帯電話，カーナビに適用され広











0% 20% 40% 60% 80% 100%
CANによるデータ伝送 FlashROM 消去・書込み
36 
実際の車載 ECU のメモリサイズ等を考慮した搭載性評価がなされていない． 
また，ECU 向けの更新時間の短縮に関しては，車内ネットワークとして FlexRay，CAN-











































3.2. サービスゲートウェイの ECHONET Lite バンドルの要件 
 
































アプリケーションの要求によりサービスゲートウェイそのものや ECHONET Lite ミドル
ウェアの無停止を求められるケースもあるためである． 
以上から，ECHONET Lite バンドルでは，省リソースかつアプリケーションの停止時間
を最小化できる構成を実現することが課題となる．本研究では，ECHONET Lite の Java
実装[114]と比較して省リソースな構成で停止時間を 0 秒にできることを目標とする． 
 
3.2.2. ECHONET Lite 規格の実装上の要件 
 









付けができる必要がある．例えば，UPnP では UUID（Universally Unique Identifier）と
機器名称を紐づけておけば，IP アドレスが変わっても接続された機器が一意に識別できる．














表 3-1 ECHONET Liteにおける機器識別のための情報 































望に基づいて OSI 参照通信レイヤ 4 層以下の下位通信層は規格範囲外とされた．しかし一
方で下位通信層に規定がないことは，伝送メディアや下位通信層の実装の相違による相互
接続性の問題につながる可能性がある． ECHONET Lite の下位通信層の候補としては
















図 3-1 2つのサブネットにまたがる HEMSの例 
 
3.3. ECHONET Lite バンドルの設計 
 
ECHONET Lite バンドル及び関連するバンドルについて，図 3-2 の構成を提案する ．
すなわち，本提案の構成では，アプリケーションは機器操作 I/F抽象化バンドル，ECHONET 
Lite I/F 実装ドライババンドルを介して，ECHONET Lite バンドルを利用する．機器操作
I/F 抽象化バンドル及び ECHONET Lite I/F 実装ドライババンドルは，機器オブジェクト



































(d)要求に応じて ECHONET Lite 電文を構成し，ネットワークに送出する． 
(e)機器からの応答や通知を受信し，電文を解析する． 
(f)前記解析結果に基づいて要求の成否を判定し，結果に応じた処理を行う． 
































































割を担う自機器管理機能を提供する．図 3-3 に電文受信時のシーケンスの比較を示す． 
 
 











































出し，対応する応答を API の戻り値やイベントとしてアプリケーションに通知する． 
  














































   
本提案の構成では，省リソース化とアプリケーション停止時間の短縮のため，ECHONET 












識しないようにする方法（図 3-5（a））と，アプリケーションが ECHONET 規格を意識し
定義値を管理してプロパティの値を渡す全操作に共通の API（setProperty()など）を定義















表 3-2 機器操作インタフェース定義方法の比較 










































図 3-6 機器操作インタフェースの実装方法とそれを利用した抽象化インタフェースの構成 
具体的には，アプリケーション向けインタフェースとして別途操作内容を抽象化したイ
ンタフェース（機器操作 I/F 抽象化バンドル）を定義し，これを実装した機器操作 I/F ドラ
イババンドルを用意する．プロパティ定義値をこのドライババンドルで保持し，
ECHONETLiteDevice サービスを呼び出すことにより，開発者は ECHONET Lite 規格の
詳細を知らなくてもアプリケーションを開発できるようになる．さらに
ECHONETLiteDevice サービスを Device Access[139]に準拠させておく．これによって，
新しい種別の機器を ECHONET Lite バンドルが発見したときに自動的に対応するドライ
バを検索，及びダウンロードできる仕組みが容易に構成できる．Device Accessサービスは，
機器を表現する Device サービスと，機器に接続するための実装を担う Driver サービス等
から構成されこれらを結合する機能を提供する．また，適切な Driver サービスがフレーム
ワーク内に存在しない場合，サーバからこれを取得する機能も提供する．ここでは，



































































































さらに，機器管理 DB のインデックスとして ECHONET プロパティ情報を利用できるよう
にすることで，アプリケーションが機器を容易に識別できるようになると考えられる．すな
わち，アプリケーションは，機器ごとに異なる可能性のある情報の取得や管理・比較などの








ソフトウェアは ECHONET Lite バンドルの外部で前記インタフェースを実装したバンド
ル（下位通信層バンドル）とする構成をとる（図 3-8）．通信用リソース（ソケットや COM
ポート）の確保，各種プロトコルやデバイス実装に依存したパケット化などは，下位通信層
バンドルにて対応する．これにより，下位通信層と ECONET Lite ミドルウェア バンドル
を切り離し，異なる物理層のネットワークインタフェースが複数存在する場合も対応可能









































3.3 節で提案した ECHONET Lite バンドルを PC 及びサービスゲートウェイ実機上で試

























表 3-3 試作機器仕様 
項目 サービスゲートウェイ PC 





LAN interface 4port(LAN), 1port(WAN) 1port 
USB interface 2port 4port 















図 3-10 評価システム概要 
実装した試作ソフトウェアを ECHONET コンソーシアムの主催するプラグフェストに







3.4.1. サービスゲートウェイ上のミドルウェア実装における要件の評価  
 
R1：アプリケーションの開発工数を低減できること 























合と比較して 1 アプリケーションあたり約 2.4 人月の工数を低減できる． 
表 3-4 共通機能の工数概算 
機能 Step 数 工数(人月) 
他機器管理機能 480 1.1 
自機器管理機能 570 1.3 
 
また，自機器管理機能を利用することで，実装工数に加えて適合性認証に係る工数も低減
できることを確認するため，認証項目についての評価を行った．表 3-5 に ECHONET Lite
における規格適合性認証の自己認証の項目数を示す．コントローラとして適合性認証を取
得するためには，少なくとも 88 の必須項目の確認を行う必要がある．このうち，ほぼ 2/3




加・変更時に，）再テストが必要な項目は他機器への SET 要求送信に関する 4 つとなる．
これらは，他機器オブジェクトに送信するプロパティの整合性確認及び不正チェックを行
う項目である． 
表 3-5 ECHONET Liteにおける自己認証試験項目数 




フレーム処理 31 30 15 15 
オブジェクト処理 98 58 52 2 4 



















ルを構成した場合(B)，約 95KB と省リソースの構成にできるが，Java 実装においてソフト
ウェアを更新する際にはミドルウェアの停止が必要になるという課題が残る． 
 
































起動に要する時間は約 86 秒，バンドルを更新に必要な時間は，1.7 秒であった．これらの
結果から，通常の Java 実装でソフトウェアを更新時のアプリケーション停止時間は，バン




 以上の通り，提案の構成(C)とすることで，従来の Java 実装(A)(B)と比較して，省リソー




3.4.2. ECHONET Lite 規格の実装上の要件に対する評価 
 
評価システムを利用し，以下のシナリオで要件 R3 と R4 についての評価を実施した．な
お，評価用 GW は試作機で IPv6 未対応のため，評価は PC 上で実施した． 
 
<前提条件> 
・ユーザ宅の既存ネットワーク 1 にはエアコン 1，エアコン 2 が接続 
・エアコン１，2 は DHCP でアドレスを取得 
・サービスゲートウェイとエアコン 1，2 は UDP/IPv4 で通信 
 
<シナリオ> 









































ドルを改変する追加工数 0 かつ，アプリケーションの停止時間 0 秒で，新しい下位通信層
に対応できた．これにより，複数の異なる下位通信層が存在する環境でも ECHONET Lite
バンドルを改変することなく，かつバンドル，アプリケーションを停止することなく下位通




本章では，国内の HEMS 標準プロトコルである ECHONET Lite に準拠したコントロー
ラ用の OSGi バンドルについて検討し，PC 及びサービスゲートウェイ上に実装して評価を
行った．設計にあたっては，マルチアプリケーションを実現するサービスゲートウェイ上の
ミドルウェアとして実装するための課題及び規格実装上の課題に着目して 4 つの要件を抽
出し，これを基に ECHONET Lite バンドル及びその周辺バンドルの構成を提案した．その
際，OSGi フレームワークの持つ機能を最大限利用できるよう考慮した．その後，サービス
ゲートウェイ上に設計したバンドルを実装，評価し，提案する構成の有効性を確認できた． 








































れ更新条件や更新手順が異なる可能性がある．他にも，同じ車両でも，1 回目の更新と 2 回




















4.2. 自動車システム向け OTA 更新制御機能 
 
図 4-2 に，本研究で提案する自動車向け OTA ソフトウェア更新システムの全体像を示
す．本研究では，更新制御機能は車載ゲートウェイに配置し，そこで OTA センタから取得
するパッケージに含まれる更新スクリプトに基づいて制御を実行する構成を提案する．更
新スクリプトは，ISO 標準である OTX および ODX で記述されたシーケンスおよびパラメ
ータをゲートウェイ上で実行可能な軽量な形式に変換されたものを用いる．ここで，



























































































4.2.1. OTA 更新制御機能の要件 
表 4-1 に更新制御機能への要件を示す． 













Controller area network (CAN)などの車内ネットワークを介した ECU への更新開始指示，







































15002[ 141 ]に規定された脅威分析を行い，Common Vulnerability Scoring System 
(CVSS)[142]に基づくリスク評価手法である CVSS based Risk Scoring System (CRSS)方
式を用いて抽出したリスクの基準値 (CVSS 基本値)の最悪値に基づいた比較を行う．ここ
で，基本評価値のパラメータは，JASO TP-15002 に記載の値を用いる．また，保護資産を
「OTA 更新制御機能」および「パッケージ」の 2 つとする． 
 
(C).OTA センタへのアクセス性 














能を実現する場合，数 MB の RAM，ROM が必要になると考えられる．本稿にて想定する
車載デバイスのリソースを表 4-2 に示す． 
 
表 4-2 車載デバイスの想定リソース 
車載デバイス RAM ROM CPU 
IVI 数 GB 数十 GB 数 GHz 
TCU 数百 MB 数百 MB ~GHz 
Gateway 数百 KB 数 MB 数百 MHz~GHz 
ECU* 数十 KB~数 GB 数百 MB~数 MB  
*ECU は用途により多様な構成が考えられる． 
 
表 4-3 更新制御機能の配置先比較 
車載デバイス (A) (B) (C) (D) 
OTA センタ 3 8.5 0 大 
IVI 2 8.5 1 中 
TCU 2 8.5 1 中 
Gateway 1 7.3 2 小 
ECU* 0 6.4 3 小 
 
更新制御機能を OTA センタに配置する場合，ECU までの経路上のコンポーネント数は


























ースを備える IVI はそのほかの配置先と比較した場合，OTA センタほどではないがリソー
スには余裕があると言える． 
更新制御機能を TCU に配置する場合，ECU や OTA センタへのアクセス，セキュリティ
リスクは IVI と同等である．また，近年の LTE 等高速回線に接続する機能をもつ場合，そ
のほかの配置先と比較した場合，OTA センタや IVI ほどではないが，リソースは多いと言
える． 
更新制御機能をゲートウェイに配置する場合，ECU までの経路上のコンポーネント数は
1 であり，ECU へのアクセスは非常に良好といえる．本配置における CVSS 基本値の最悪





が行いやすいと言える．一方で，外部ネットワークとの接続は TCU や IVI を介して行う必
要があるため，OTA センタまでの経路上のコンポーネント数は 2 となり，データ取得は少
し困難となる．また，現在の車載ゲートウェイ用マイコンのリソースは TCU ほど潤沢では
ない場合が多い． 
更新制御機能を ECU に配置する場合，経路上のコンポーネント数は 0 である．ゲートウ
ェイで保護された領域に配置することになるため，セキュリティ保護は良好であり，CVSS
基本値の最悪値は 6.4 である．外部ネットワークへの接続はゲートウェイおよび TCU また



























































 表 4-4 に，両方式の比較結果を示す． 
表 4-4 OTA更新のシーケンス制御における要件 
Req# 内容 (a) (b) 
1-1-1 処理実行状態有無の制御 〇 〇 
1-1-2 状態判定閾値の変更 〇 〇 
1-1-3 処理順序の入れ替え × 〇 
1-1-4 新規処理の追加 × 〇 
1-1-5 省リソース 〇 × 





























図 4-4 に，車載ゲートウェイ上の更新制御ソフトウェアのアーキテクチャ概略を示す． 
 
 
図 4-4 更新制御ソフトウェアアーキテクチャ概略. 
 
Package manager は，更新パッケージを解析し，スクリプトや ECU への送信データを
分離する． 
Lightweight diagnostic server は，更新パッケージに含まれるスクリプトを読み出し，
66 
Lightweight script engine を呼び出す．また，軽量スクリプトに ECU への命令を抽象化し
た API を提供し，軽量スクリプトからの呼び出しに応じて UDS コマンドの生成や受信し
た応答の解釈を行い，結果をスクリプトに伝える．さらに，更新パッケージに含まれる ECU
への送信データを取得し，軽量スクリプトからの指示に従って ECU に送信する． 
Lightweight script engine は軽量スクリプトの実行環境であり，OTA センタから受信した
スクリプトを実行する． 
このように UDSコマンドの構築・解析といったバイナリデータ処理など，負荷が高い処















としてそれぞれ AES(CTR モード，鍵長 128bit)，RSA(鍵長 3072bit)，SHA256 を評価し
た．評価にあたっては，OpenSSL[144]をベースに実装した． 
 
表 4-5 更新制御機能の要件と評価内容 
Req# 内容 評価内容 
1 更新シーケンス制御 (a)スクリプトでの更新シーケンス実行 
に必要なメモリ使用量 




















PC 上のアプリとして実装して評価した．評価用ゲートウェイと PC は，Vector 社
製の VN1610[147]と XL ドライバライブラリ[148]を用いて CAN で接続した．
CAN の通信帯域は 500Kbps を利用した． 




図 4-5 評価環境外観 
 





CPU 80MHz Renesas RH850/F1L 
ROM 2MB  




CPU Intel(R) Core(TM) i5-6500 CPU @ 3.2GHz 
RAM 4.00GB 
OS Windows 7 
CAN Bandwidth 500Kbps HI-Speed CAN 帯域 100%利用 
Protocol ISO14229(UDS), ISO15765-2 




(virtual machine with standard libraries) 










評価用車載ゲートウェイ，更新対象 ECU および疑似車両アプリの機能配置を図 4-6 に
示す．車載ゲートウェイにはスクリプトで規定された手順に従い更新シーケンスの制御を
行う更新シーケンス制御部，ISO15765-2[50]に対応した CAN 通信を行う CAN ミドル及び
CAN ドライバを搭載する．更新制御部は，提案の通り Package manager，Lightweight 
diagnostic server および Lightweight script engine で構成する．本研究では，パッケージ
はダウンロードされた状態を想定してあらかじめ ROM に配置し，これを読み出す．
Lightweight diagnostic server を AUTOSAR OS 上の 1 タスクとして実装し，これがライ










Lightweight script engine には，script から呼び出される API として，バージョン情報取
得や ECU のモード変更，更新データ転送，ソフトウェア更新の結果確認要求などを実装す
る．ここで更新データを転送する API は，UDS に規定されたデータ転送のサービス
RequestDownload，TransferData，RequestTransferExit の順次発行するように実装し，
script に記述が必要となるステップを削減するようにした．更新制御時の評価にあたって
は，Lightweight diagnostic server は外部からのトリガによって Package manager を呼び
出し，実行するスクリプトを抽出する．次に，Lightweigth srirpt engine を呼び出して抽
出したスクリプトを実行し，車両状態を把握するシーケンスや ECU 更新のシーケンスを実
行する．本研究では，車両状態の把握のための Vehicle state manager を Lightweight 
diagnostic server 内の 1 機能として実装し，取得した車両情報の管理を行う．また，セキ
ュリティアルゴリズムは Package manager の一部として実装した．ただし，パッケージの
検証と復号は ECU 更新とは別にダウンロード時などに行われることを想定し，ECU 更新
時の処理には含めない構成とした． 
更新対象 ECU には，同様の通信ミドルウェアおよび車載ゲートウェイからの指示に従っ
て更新を実行する機能を搭載する．更新対象 ECU 内の UDS server は車載ゲートウェイか
ら発行されるコマンドの解析を行い，Update logic は差分の復元や Flash ROM の消去・書
き込みなどの制御を行う． 
疑似車両アプリは，Windows PC 上のネイティブアプリケーションとして実装した．評
価用車載ゲートウェイとの接続に必要な CAN 通信機能は，Vector 社の提供する XL Driver 
Library を利用した． 
 
図 4-6 評価環境機能配置 
 車両状態把握機能については，図 4-7 に示すシーケンスを評価した．車両システムの車
両状態の把握は，周期メッセージなどで CAN バス上を流れている情報を取得する方法と
車載ゲートウェイ 更新対象ECU



























































の解除，パラメータの再設定など ECU 個別の処理が実行される．また，更新対象の ECU
が他の ECU と依存関係を持つ場合には，その ECU のバージョンチェックも実行する必要





























図 4-8 ECU更新制御評価用更新シーケンス 
 
 以上の評価環境により評価する内容とその方法を表 4-7 にまとめる．メモリ使用量及び
ECU ソフトウェア更新時間は，提案内容の車載ゲートウェイへの搭載可否の検証のために
評価する．また，スクリプト変換処理は，配信にあたっての運用負荷低減のために，OTA セ
ンタにおいて機械的に実行されることを想定する OTX から Lua スクリプトへの変換処理
の自動化可否の検証のために評価する． 
 
表 4-7 評価項目と方法. 
評価内容 評価方法 
メモリ使用量 ECU 更新制御 Req#1(a) 前述の評価環境で Lua によるメモリ
確保要求を積算 状態管理 Req#2(a) 
セキュリティ Req#4(a) メモリマップより算出 
ECU ソフトウェア更新時間 Req#1(b) 前述の評価環境で実測 








































RDBI: Read Data By Identifier, DSC: Diagnostic Session Control, RD: Request Download





 評価環境上で前述のシーケンスを実行した際の車載ゲートウェイにおける Lightweight 
script engine の RAM および ROM の使用量を表 4-8 に示す．また，比較対象として，関
連研究[33]で用いられた OSGi フレームワークを用いた場合の想定メモリ使用量を併記す
る．OSGi フレームワークの使用量は(株)日立ソリューションズ社製品の公表値[149]を用い
た．また，Java VM の使用量は Oracle 社の公表値[150]を用いた． 
表 4-8 提案方式によるメモリ使用量[KB] 
Item 提案方式(Lua VM) OSGi with JavaME 
状態取得 ECU 更新 OSGi Java VM 
RAM 15.6 12.3 6,000 128 
プログラム(ROM) 76.0 100 1,000 
 
 表 4-9 に前述のセキュリティアルゴリズムを車載ゲートウェイ用マイコンに搭載する場
合のメモリ使用量を示す． 
表 4-9 セキュリティアルゴリズムのメモリ使用量[KB] 
Item 秘匿機能 認証/改ざん検知機能 
AES128 RSA3072 SHA256 
RAM 0.4 11.6 0.2 
プログラム(ROM) 13.0 129.8 4.6 
 
本評価により，セキュリティアルゴリズムを含む更新制御機能で使用するメモリが RAM




 評価環境上で前述のシーケンスを実行した際の ECU ソフトウェア更新時間とその内訳
を表 4-10 に示す． 
表 4-10 ECU ソフトウェア更新時間と内訳. 
Item Time[ms] Ratio[%] 
更新時間 14,392 100.0 
 通信&ECU 処理 14,074 97.8 












表 4-11 Luaに変換困難な OTXステートメント. 
# ステートメント 内容 
i Parallel 並列処理 
ii Exception 例外処理 
iii break loop 指定してのループ停止 
 
 (i)Parallel 







 OTX では Java で規定されているような try-catch による例外処理が記述できるが，Lua




OTX の break ステートメントでは多重ループの場合停止するループの指定が可能である
が，Lua ではそのような機能はない．そのため，OTX スクリプト作成時に脱出するループ



















失敗時の制御が必要となる．例えば，1 つの ECU の更新に失敗した場合は，書き換えが完












TLS などによる OTA センタとの通信路の保護も必要となるが，OTA センタとの通信路の






















































5.2. 車載 ECU への差分更新適用課題 
 
5.2.1. bsdiff の差分圧縮処理概要 
 










(EXTRA）のサイズ bn，及び復元時の旧プログラム上のポインタ移動量 cn から構成する
（図 5-1 の①）．bsdiff では，これら各区画の Control，DIFF，EXTRA をそれぞれひとま
とめにして bzip2[151]を用いて圧縮し，これにヘッダを追加して差分ファイルを生成して





図 5-1 bsdiffの差分ファイル生成手順とデータ構成 
 
5.2.2. bspatch における復元処理 
  
bsdiff を用いて生成された差分ファイルは，bspatch と呼ばれるプログラムを用いて復元
する．図 5-2 に bspatch による差分復元手順と復元時に使用するメモリ領域を示す． 
 
図 5-2 差分復元手順と必要メモリ 





























































分ファイル格納領域としてプログラムサイズの 1/4 を確保すると仮定した場合 ，2MB のプ
ログラムでは 500KB の領域が必要となる． 
 
(2)ワークメモリ w 
 bsdiff では，前述の通り， Control 部，DIFF 部，EXTRA 部がそれぞれ別々に圧縮され
ており，復元時にこれらを並行して解凍する必要がある．このため，復元に際しては圧縮ア
ルゴリズムが必要とする量の 3 倍のメモリが必要となる．bsdiff では，圧縮アルゴリズムと
して bzip2 を利用しており，復元には 100kB+(2.5×ブロックサイズ)のメモリが必要であ
る．ブロックサイズを4KBに設定した場合でも，110kBのメモリが必要となるため，bspatch
における復元では 330kB のメモリが必要となる． 
 







車載 ECU では，部品コストを抑制するため，OTA が先行導入されている携帯電話等と
比較してメモリリソースが少ない．そのため，基本的にはプログラムコードは Flash ROM
上で実行される．また，プログラムを格納する Flash ROM のサイズと比較し，差分ファイ
ル格納，新プログラム復元及びワーク領域として利用可能な RAM のサイズが小さい． 表 
5-1 に主要な車載マイコンメーカの製品のメモリ構成を示す[120][152][153][154][155]． こ
こでは，RAM サイズ，実行するプログラムが書きこまれる Code Flash のサイズ，パラメ
ータ等が書きこまれる Data Flash のサイズ及び Code Flash のブロック構成について示し
た．例えば，Renesas 社製のボディ系 ECU 向けマイコンである RH850/ F1L[145]では，
リソース制約を考慮したソフトウェア差分更新方式 
79 
ROM サイズは 256KB～2MB，RAM サイズは 32KB～192KB である．このような特性か
ら，差分更新を車載 ECU に適用するためには，復元処理における使用メモリ量を削減する
ことが重要となる．  























472 4096 384 不明 
AUDO 
TC1797[7] 
224 4096 64 （16KB×8, 128KB×1,  
256KB×7）×2 
NXP MPC5744P[9] 384 2560 16KB×4, 32KB×2,  
64KB×6, 256KB×8 
MPC5741P[9] 128 1024 16KB×4, 32KB×2,  
64KB×6, 256KB×2 
 













域 d とワークメモリ w を削減する方式を提案する．圧縮アルゴリズムの検討では，2 段階

















成方法には，以下の 2 通りがある． 
 
(1a) 新旧プログラムの同一アドレス範囲を比較（ブロック差分） 
(1b) 新プログラムの 1 ブロックと，旧プログラムの未復元領域に相当する 
複数ブロックを比較（広域ブロック差分） 
 
 図 5-3 に，各方式の概要を示す． 
方式(1a)では，新旧プログラムの同一ブロックを比較し，差分を生成する．例えば，新プロ











0,1,2 全体と比較し，Block 2 を復元するための差分ファイルが生成される．各ブロックに
ついてこれを繰り返すことで，プログラム全体を復元するためのパッチファイルを生成す
る．方式(1b)は，新プログラムに大きな新規コードが追加される場合に有効であると考える．
すなわち，図 5-4 に示すように新プログラムの Block 1 に相当する部分に新規コードが追
加された場合，新旧プログラムの Block1 同士や Block2 同士を比較しても，一致する部分
がほとんどなくなってしまう．これは，追加された部分以降の全ブロックに影響するため，
結果として差分サイズが大きくなるという懸念がある．プログラムのコードが削除された
場合も発生すると考えられるが，ECU のプログラムは PC や携帯電話のプログラムとは異
なり，出荷後に機能削減やメモリマップの変更が行われることは少ないと考えられる．この
ため，本方式では，図 5-3 の(1b)に示すように，Block n から降順に差分生成を進め，旧プ
ログラムの未復元領域全体を比較対象として利用する． 
 
Delta for Block 1
Delta for Block 2…
Patch data for 
New program
01  02  03
0A 0B  0C
01  01  01
FF  FF FF
… 01  FF 03
01  01  01
FF  FF FF
…
Old program New program






01  02  03
0A 0B  0C
01  01  01
FF  FF FF
…
01  FF  03
00  0B  0C
01  01  01
FF  FF FF
…
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Delta for Block 2…


























 差分データを直列圧縮する場合のデータの直列化方式として，以下の 2 通りが考えられ
る． 
(2a-1) 従来のデータ列のまま Control 部，DIFF 部，EXTRA 部をそれぞれまとめて
から全データを 1 度に圧縮する 
(2a-2) データを復元処理の順番に整列した後で圧縮する 
 
図 5-5 にこれらのデータ構成の概略図，図 5-6 に差分復元手順の概略図を示す．圧縮率の
01  02  03
0A 0B  0C
01  01  01
FF  FF FF
… 01  FF 03
01  01  01
FF  FF FF
…
Old program New program















図 5-5 データ構成概略 
 
 




































































表 5-2 データ構成の比較 





(2a-2) △ 〇 
逐次復元可 
 
(2a-2)の方式を用いて逐次復元を行う場合，ECU における復元処理は図 5-7 に示す手順で
行う．   
 
 
図 5-7 逐次復元処理 
すなわち，固定長(例えば，256byte)の領域を差分格納領域 d として受信したデータを格
納し，当該領域の残量がなくなった時点で復元を開始する．ワークメモリで復元された新プ
ログラムの断片は，復元領域 n に格納し，1 ブロック分を復元したところで，対応する領域
の旧プログラムを上書きする．ここでは，更新中の電源断等発生時にも旧プログラム・新プ






























図 5-8 LZMAの圧縮処理 
5.3.4. LZMA に基づく 2 段階圧縮方式 
 
LZMA の辞書式符号化では，入力データは LZMA Packet に符号化される．LZMA Packet
は，一致する文字列がある場合に，単純にオフセットと長さを表現するのではなく，一致が
繰り返される場合にこれを短く表現できるように 7 種類の符号が定義されている．この











を適用した改良版 bsdiff を提案する．表 5-3 に bsdiff と提案方式の比較を示す． 
表 5-3 bsdiff と提案方式の比較 
項目 bsdiff 提案方式 
差分生成単位 プログラム全体比較 広域ブロック差分(1b) 
差分ファイル構造 並列圧縮 復元順序を考慮した 
データ直列化(2a-2) 




















本研究では，実際の車両に搭載されている 4 種類の ECU 用プログラムと車載 ECU 向け
のオープンソースソフトウェアを対象として評価を実施した．評価対象プログラムとサイ
ズを表 5-4 に示す． 






A 1,998,848 パワートレイン系 
B 1,572,864 パワートレイン系 
C 1,310,720 走行系 
D 1,310,720 走行系 
E 98,304 TOPPERS/ATK2[162] 





 評価に用いた環境条件を図 5-9 及び表 5-5 に示す． 
  
 





図 5-10 評価環境機能配置 
表 5-5 評価環境 
項目 値と説明 
CPU 80MHz Renesas RH850/F1L 
ROM 2MB 70 ブロックで構成 
(8Kbyte×8, 32Kbyte×62) 
RAM 160KB  
CAN 帯域 50kbps Hi-SPEED CAN(500kbps)の帯域 10%利用 
プロトコル ISO15765-2, ISO14229(UDS) 





を実装した．評価用車載ゲートウェイ及び更新対象 ECU の機能配置を図 5-10 に示す．車
載ゲートウェイには UDS で規定された手順に従い更新シーケンスの制御を行う更新シー
ケンス制御部，UDS コマンドの構成や解析を行う診断通信ミドル，ISO15765-2 に対応し
た CAN 通信を行う CAN ミドル及び CAN ドライバを搭載する．また，更新対象 ECU に
は，車載ゲートウェイからの指示に従って差分復元部や診断通信ミドル，Flash 制御ミドル
を制御して ECU ファームウェアの更新を制御する更新制御部と，差分復元処理を行う差分
復元部，Flash ROM の消去や書込みを制御する Flash 制御ミドルと Flash ドライバ，UDS
コマンドの構成や解析を診断通信ミドル，ISO15765-2 に対応した CAN 通信を行う CAN
ミドル及び CAN ドライバを搭載する．Flash 書込み制御機能およびこれらを制御する更新

























ISO15765-2 に規定された CAN の通信パラメータとして Separate time は 0，Block size
は 1 を利用した．  
評価項目としては，プログラム更新に必要なメモリ量，圧縮率，更新時間を評価した．表 
5-6 に評価項目及び評価方法をまとめる． 
本研究では， 従来方式の bsdiff/bspatch との比較を基本として提案方式の効果を検証す
る．また，広域ブロック差分の効果を検証するため，ブロック差分とも比較を行う． 
表 5-6 評価項目と方法 
評価項目 評価方法 
メモリ量 ソースコード及びメモリマップを利用して積算 
圧縮率 PC 上で圧縮アルゴリズムを実装． 
評価対象プログラムの差分ファイルを生成し， 
サイズ評価 
更新時間 RH850/F1L 環境での実測． 
 
プログラム更新に必要なメモリ量は，ECU に差分復元ソフトを組み込んで動作させるた






Tupdate = TGW + TECU + Tcom     (2) 
 
ここで，TGW は車載ゲートウェイ内の処理時間，TECU は ECU 内処理時間，Tcom は通信時
間である．ECU 内の処理時間 TECUは，式(4)で算出する． 
 
TECU = Tdecomp + TFlash       (3) 
 
ここで，Tdecomp は ECU 上で差分を復元する時間であり，TFlashは FlashROM の消去・書
込みに要する時間である．本評価においては，車載ゲートウェイ側で Tupdate ,TGWを計測し，
更新対象 ECU 側で Tdecomp及び TFlashを計測する． 
CAN 通信時間 Tcom はこれら計測結果を用いて式(3)で算出する． 
 




前述の評価環境における通常更新時の更新時間計測結果を表 5-7 に示す． 
 
表 5-7 通常更新時の更新時間[s] 
Test 
program 
Tupdate Tcom TGW TECU   
 
 
  Tdecomp Tflash 
A 1231.0 1215.7 1.1 14.2 0 14.2 
B 970.1 957.9 0.8 11.2 0 11.2 
C 808.2 798.1 0.7 9.4 0 9.4 
D 808.0 798.0 0.7 9.4 0 9.4 









表 5-8 に，提案方式のメモリ使用量の評価結果を示す． 
表 5-8 提案方式のメモリ使用量[byte] 
Item bspatch([]) 提案方式 
プログラム(ROM) 16,350~*1 8,110 
差分格納 d＋ワーク w(RAM) 862,208~*2 7,680 
一時復元領域 
(RAM または ROM) 
32,768*3 32,768*3 
*1:オリジナルの bspatch に加え，有向グラフ生成ロジックが必要 
*2:有向グラフ生成・格納領域が必要 
*3:インプレース更新における一時復元/退避領域(表 5-5 の評価環境における最大消去ブロックサイズ) 
 
本評価においては，bspatch では，d=500Kbyte とし，bzip2 のブロックサイズを 4Kbyte
とした．また，提案方式の辞書式符号化用 Window Size は 4Kbyte とした． 
 提案方式について， 図 5-10の更新制御部及び差分復元部のプログラムサイズは約 8KB，














rcompression = Sd/SR      (5) 
 
ここで，Sdは生成されたパッチファイルのサイズ，SRは有効 ROM サイズである．表 5-9
にオリジナルの bsdiff，ブロック差分方式及び広域ブロック差分方式にて生成したパッチフ
ァイルのサイズを示す．また，各方式の圧縮率の比較を図 5-11 に示す． 







A 12,929 24,617 23,090 
B 86,640 130,054 100,549 
C 146,740 351,473 157,279 
D 37,509 73,951 45,178 
E 8,132 8,167 7,671 
 
 





























また，従来手法による復元処理は，表 5-8 に示したとおり，RAM が 160KB の車載 ECU
向けマイコンを用いた本評価環境ではメモリ不足のため搭載できない．このため，更新時間
時間の評価は，提案手法についてのみ実施した． 
表 5-10 に，本提案による差分更新時の更新時間の評価結果を示す． 
表 5-10 差分更新適用時の更新時間[s] 
Test 
program 
Tupdate Tcom TGW TECU  
 
 
  Tdecomp TFlash 
A 28.7 14.8 0.1 13.8 1.7 12.1 
B 73.7 61.8 0.1 11.8 1.8 10.0 
C 105.8 96.2 0.2 9.5 1.7 7.8 
D 37.1 28.0 0.1 9.0 1.2 7.8 
E 5.5 4.7 0.04 0.8 0.1 0.7 
 
差分更新の適用により CAN を転送するデータ量が削減されるため，通信時間 Tcom を
1/10以下に短縮できる．一方で，差分更新時に必要となる差分復元時間 Tdecompについても，









A 1231.0 28.7(2.3) 
B 970.1 73.7(7.6) 
C 808.2 37.1(4.6) 
D 808.0 105.8(13.1) 



















2.4.1 に述べた通り，車載 ECU 用のマイコンは高機能化し，利用可能なメモリリソース
も増加している．また，ネットワークの広帯域化のため，Ethernet の導入が始まっている．
このような環境においては，提案方式を用いなくても短時間での更新が可能となる．他にも，






























































て推奨された ECHONET Lite に対応したサービスゲートウェイ向けのミドルウェアを
OSGi のバンドルとして開発した．設計に当たり，マルチサービスを実現するサービスゲー
トウェイ上にミドルウェアを実装するにあたっての課題及び ECHONET Lite 規格の実装
上の課題を検討した．検討した課題に基づいて，OSGi フレームワークの機能を最大限活用
して，アプリケーション開発工数の低減，省リソースとアプリケーション停止時間最小化の
両立，任意の ECHONET Lite 機器特定の容易化，下位通信層への柔軟な対応を実現する
ECHONET Lite バンドルの構成を提案した．さらに，提案する構成のバンドルを実装して
評価システムを構築し，前記要件の観点から提案する ECHONET Lite バンドルの有                                           
効性を確認した．  
















































































[1] 総務省．情報通信白書平成 29 年版 
[2] 日本学術会議 日本の展望―学術からの提言 2010 情報学分野の展望 
[3] Heath, Steve (2003). Embedded systems design. EDN series for design engineers (2 
ed.). 
[4] 中本幸一, 高田広章, & 田丸喜一郎. 組込みシステム技術の現状と動向. 情報処理学会
論文誌. 1997, vol. 38, no. 10, p. 1–8. 
[5] 南角茂樹, 高田広章, 岸田昌巳, & 宿口雅弘. “組込みシステム概論”. リアルタイム
OS と組み込み技術の基礎：実践μITRON プログラミング. p. 7–16. 
[6] Friedli, M., Kaufmann, L., Paganini, F., & Kyburz, R. (2016). Energy efficiency of 
the internet of things. Technology and Energy Efficiency Report, IEA 4E EDNA. 
[7] IPA. 組込みソフトウェア開発データ白書 2017. 
[8] 近藤満. (2007). 組込みソフトウェア開発の課題と対応. 赤門マネジメント・レビュー, 
6(10), 493-502. 
[9] 高田広章. 組込みシステム開発技術の現状と展望. 情報処理学会論文誌. 2001, vol. 42, 
no. 4, p. 930–938 
[10] Gupta, R. A., & Chow, M. Y. (2010). Networked control system: Overview and 
research trends. IEEE transactions on industrial electronics, 57(7), 2527-2535. 
[11] Glaessgen, E., & Stargel, D. (2012, April). The digital twin paradigm for future 
NASA and US Air Force vehicles. In 53rd AIAA/ASME/ASCE/AHS/ASC 
Structures, Structural Dynamics and Materials Conference 20th AIAA/ASME/AHS 
Adaptive Structures Conference 14th AIAA (p. 1818). 
[12] Grieves, M. (2014). Digital twin: manufacturing excellence through virtual factory 
replication. White paper. 
[13] Tao, F., Cheng, J., Qi, Q., Zhang, M., Zhang, H., & Sui, F. (2018). Digital twin-
driven product design, manufacturing and service with big data. The International 
Journal of Advanced Manufacturing Technology, 94(9-12), 3563-3576. 
[14] Al-Fuqaha, A., Guizani, M., Mohammadi, M., Aledhari, M., & Ayyash, M. (2015). 
Internet of things: A survey on enabling technologies, protocols, and applications. 
IEEE Communications Surveys & Tutorials, 17(4), 2347-2376. 
[15] IPA. 組込みソフトウェアを用いた 機器におけるセキュリティ （ 改訂版 ）. 2010. 








[19] https://www.jp.playstation.com/ps4/system-update/ (2019-1-20 参照) 
[20] https://www.apab.or.jp/receiver/es.html (2019-01-20 参照) 
[21] 末吉敏則, & 飯田全広. (1999). やわらかいハードウェア: リコンフィギャラブル・コ
ンピューティング. 情報処理, 40(8). 
[22] Bobda, C. (2007). Introduction to reconfigurable computing: architectures, 
algorithms, and applications. Springer Science & Business Media. 
[23] Balani, R., Han, C. C., Rengaswamy, R. K., Tsigkogiannis, I., & Srivastava, M. 
(2006, October). Multi-level software reconfiguration for sensor networks. In 
Proceedings of the 6th ACM & IEEE International conference on Embedded 
software (pp. 112-121). ACM. 
[24] OSGi Alliance「OSGi Service Platform Core Specification」
http://www.osgi.org/(2012-12-13 参照) 
[25] Gong, L. (2001). A software architecture for open service gateways. IEEE Internet 
computing, 5(1), 64-70. 
[26] Li, Y., Wang, F. Y., He, F., & Li, Z. (2005, June). OSGi-based service gateway 
architecture for intelligent automobiles. In Intelligent Vehicles Symposium, 2005. 
Proceedings. IEEE (pp. 861-865). IEEE. 
[27] 角田潤, 内藤壮司, & 松倉隆一. (2012). ネットワークレディ機器の活用を加速するサ
ービスプラットフォーム技術. Fujitsu, 63(6), 675-680. 
[28] ECHONET コンソーシアム「ECHONET 規格書 Version 3.21」
http://www.echonet.gr.jp (2019-2-21 参照) 
[29] Moon, K. D., Lee, Y. H., Son, Y. S., & Kim, C. K. (2003). Universal home network 
middleware guaranteeing seamless interoperability among the heterogeneous 
home network middleware. IEEE Transactions on Consumer Electronics, 49(3), 
546-553. 
[30] ECHONET Lite 規格書 https://echonet.jp/spec_v113_lite/ 
[31] 宮丸卓也, 峰野博史, 寺島美昭, 徳永雄一, & 水野忠則. (2008). センサネットワークに
おける無線通信を利用した効率的ソフトウェア配布方式. 情報処理学会研究報告マル
チメディア通信と分散処理 (DPS), 2008(21 (2008-DPS-134)), 183-188. 
[32] Nakanishi, T., Shih, H. H., Hisazumi, K., & Fukuda, A. (2013, May). A software 
update scheme by airwaves for automotive equipment. In Informatics, Electronics 
参考文献 
101 
& Vision (ICIEV), 2013 International Conference on (pp. 1-6). IEEE. 
[33] de Boer， Gerrit， Peter Engel， and Werner Praefcke. "Generic remote software 
update for vehicle ecus using a telematics device as a gateway." Advanced 
Microsystems for Automotive Applications 2005. Springer Berlin Heidelberg， 
2005. 371-380. 
[34] Baic, D., Langjahr, P., Haas, W., & Fessard, A. (2018). Safe computing with central 
ECUs. In 18. Internationales Stuttgarter Symposium (pp. 155-163). Springer 
Vieweg, Wiesbaden. 
[35] UNECE WP.29 GRVA.(2018).Draft Recommendation on Software Updates of the 
Task Force on Cyber Security and Over-the-air issues of UNECE WP.29 GRVA 
[36] 国土交通省 自動運転等先進技術に係る制度整備小委員会 Web サイト 
http://www.mlit.go.jp/policy/shingikai/s304_jidouunten01.html (2018/12/23 参照) 
[37] http://grouper.ieee.org/groups/802/3/ (2019-1-20 参照) 
[38] WiFi Alliance https://wi-fi.org/ (2019-1-20 参照) 
[39] https://openconnectivity.org/developer/specifications/upnp-resources/upnp(2018-12-
23 参照) 
[40] Digital Living Network Alliance https://www.dlna.org/(2019-1-20 参照) 
[41] https://www.profibus.com (2019-1-20 参照) 
[42] http://www.modbus.org (2019-1-20 参照) 
[43] https://www.odva.org/Technology-Standards/EtherNet-IP/Overview (2019-1-20 参
照) 
[44] Bosch, R. (1991). CAN specification version 2.0. Rober Bousch GmbH, Postfach, 
300240. 
[45] ISO 17987 Part 1-7 
[46] https://www.mostcooperation.com/ (2019-1-20 参照) 
[47] ISO 17458-1:2013 Road vehicles -- FlexRay communications system -- Part 1: 
General information and use case definition 
[48] http://www.opensig.org/(2019-1-20 参照) 
[49] 木谷光博, 片岡幹雄, & 寺岡秀敏. (2016). 自動運転向け車内ネットワークシステムに
おけるデータ伝送方式の開発. 情報処理学会論文誌コンシューマ・デバイス & シス
テム (CDS), 6(2), 43-51. 
[50] ISO 15765-2:2011 Road vehicles — Diagnostic communication over Controller Area 
Network (DoCAN) — Part 2: Transport protocol and network layer services 
[51] ISO 14229-1:2013 Road vehicles -- Unified diagnostic services (UDS) -- Part 1: 
Specification and requirements 
102 
[52] 佐藤浩一, 豊山祐一, 田中誠, 越塚登, & 坂村健. (2004). 組込みシステムのプラットフ
ォームの標準化によるソフトウェア資産の再利用性向上の評価. 第 66 回全国大会講
演論文集, 2004(1), 19-20. 
[53] https://www.autosar.org/(2019-1-20 参照) 
[54] 吉村健太郎. (2007). 製品間を横断したソフトウェア共通化技術-ソフトウェアプロダ
クトラインの最新動向. 情報処理, 48(2), 171-176. 
[55] 佐々木隆益, 吉岡信和, 田原康之, & 大須賀昭彦. (2016). 組込み向け進化型ソフトウ
ェアの効率的な拡張性強化手法. 情報処理学会論文誌, 57(2), 730-744. 
[56] Compton, K., & Hauck, S. (2002). Reconfigurable computing: a survey of systems 
and software. ACM Computing Surveys (csuR), 34(2), 171-210. 
[57] Shoa, A., & Shirani, S. (2005). Run-time reconfigurable systems for digital signal 
processing applications: A survey. Journal of VLSI signal processing systems for 
signal, image and video technology, 39(3), 213-235. 
[58] Zynq UltraScale+ MPSoC https://japan.xilinx.com/products/silicon-
devices/soc/zynq-ultrascale-mpsoc.html 
[59] 日経 BP 社.やわらかくなる LSI--広がり始めた動的再構成 .日経エレクトロニクス 
(2011), 59-66, 2011-08-22 
[60] Han, C. C., Rengaswamy, R. K., Shea, R., Kohler, E., & Srivastava, M. (2005, 
June). SOS: A dynamic operating system for sensor networks. In Proceedings of the 
Third International Conference on Mobile Systems, Applications, And Services 
(Mobisys) (pp. 1-2). 
[61] Dunkels, A., Gronvall, B., & Voigt, T. (2004, November). Contiki-a lightweight and 
flexible operating system for tiny networked sensors. In Local Computer Networks, 
2004. 29th Annual IEEE International Conference on (pp. 455-462). IEEE. 
[62] https://www.toppers.jp/(2019-1-20 参照) 
[63] https://java.com/ja(2019-1-20 参照) 
[64] https://developer.android.com/guide/platform/ 
[65] Simon, D., Cifuentes, C., Cleal, D., Daniels, J., & White, D. (2006, June). Java™ on 
the bare metal of wireless sensor devices: the squawk Java virtual machine. In 
Proceedings of the 2nd international conference on Virtual execution environments 
(pp. 78-88). ACM. 
[66] Levis, P., & Culler, D. (2002, October). Maté: A tiny virtual machine for sensor 
networks. In ACM Sigplan Notices (Vol. 37, No. 10, pp. 85-95). ACM. 
[67] Koshy, J., & Pandey, R. (2005, November). VMSTAR: synthesizing scalable runtime 
environments for sensor networks. In Proceedings of the 3rd international 
参考文献 
103 
conference on Embedded networked sensor systems (pp. 243-254). ACM. 
[68] https://www.lua.org/ (2019-02-21 参照) 
[69] Tanaka, K., Nagumanthri, A. D., & Matsumoto, Y. (2015, June). mruby--Rapid 
Software Development for Embedded Systems. In Computational Science and Its 
Applications (ICCSA), 2015 15th International Conference on (pp. 27-32). IEEE. 
[70] 倉光君郎. (2010). 拡張性のある組み込みアプリケーションを実現するスクリプティン
グ言語の開発. 情報処理学会論文誌, 51(12), 2185-2194. 
[71] Dunkels, A. (2006). A low-overhead script language for tiny networked embedded 
systems. SICS Research Report. 
[72] Sun, Y., Huang, W. L., Tang, S. M., Qiao, X., & Wang, F. Y. (2007, December). 
Design of an OSEK/VDX and OSGi-based embedded software platform for 
vehicular applications. In Vehicular Electronics and Safety, 2007. ICVES. IEEE 
International Conference on (pp. 1-6). IEEE. 
[73] Park, P., Yim, H., Moon, H., & Jung, J. (2009, July). An OSGi based in-vehicle 
gateway platform architecture for improved sensor extensibility and 
interoperability. In Computer Software and Applications Conference, 2009. 
COMPSAC'09. 33rd Annual IEEE International (Vol. 2, pp. 140-147). IEEE. 
[74] 宮田克也, 寺岡秀敏, 関原拓也, & 芳野明彦. (2013). ホームゲートウェイ向け機器管
理制御フレームワークの開発. 情報処理学会論文誌コンシューマ・デバイス & シス
テム (CDS), 3(3), 39-48. 
[75] Dixon, C., Mahajan, R., Agarwal, S., Brush, A. J., Lee, B., Saroiu, S., & Bahl, P. 
(2012, April). An operating system for the home. In Proceedings of the 9th USENIX 
conference on Networked Systems Design and Implementation (pp. 25-25). 
USENIX Association. 
[76] Dafang, W., Shiqiang, L., Bo, H., Guifan, Z., & Jiuyang, Z. (2010, May). 
Communication mechanisms on the virtual functional bus of AUTOSAR. In 
Intelligent Computation Technology and Automation (ICICTA), 2010 International 
Conference on (Vol. 1, pp. 982-985). IEEE. 
[77] Belaggoun, A., & Issarny, V. (2016, September). Towards adaptive autosar: a 
system-level approach. In FISITA 2016 World Automotive Congress. 
[78] 伊賀徳寿, 中本幸一, 奥山嘉昭, 佐藤直樹, & 檜原弘樹. (2003). 組込みシステム向け 
CORBA の開発と評価. 情報処理学会論文誌コンピューティングシステム (ACS), 
44(SIG10 (ACS2)), 164-176. 
[79] 久保田稔. (2006). 動的適応性をもつモジュラー型基盤ソフトウェアの提案. 情報処理
学会研究報告システム LSI 設計技術 (SLDM), 2006(28 (2006-SLDM-124)), 97-102. 
104 
[80] Ewing, M., & Troan, E. (1996, February). The rpm packaging system. In 
Proceedings of the First Conference on Freely Redistributable Software, 
Cambridge, MA, USA. 
[81] Open Mobile Alliance 
http://www.openmobilealliance.org/wp/Overviews/dm_overview.html(2016-04-16 参
照) 
[82] Tridgell, A., & Mackerras, P. (1996). The rsync algorithm. 
[83] TR-069 CPE WAN Management Protocol,Issue: 1 Amendment 6,Approval Date: 
March 2018,CWMP Version: 1.4 
[84] Lightweight M2M  – Software management Object (LwM2M Object – SwMgmt) 
Approved Version 1.0 – 01 Mar 2018 
[85] http://www.pocketsoft.com/(2019-02-21 参照) 
[86] http://www.redbend.com/en(2016-04-16 参照) 
[87] http://www.daemonology.net/bsdiff/(2019-2-21 参照) 
[88] http://xdelta.org/ (2019-2-21 参照) 
[89] http://cis.poly.edu/zdelta/ (2015-03-16 参照) 
[90] http://code.google.com/p/open-vcdiff/ (2019-2-21 参照) 
[91] Wang, Q., Zhu, Y., & Cheng, L. (2006). Reprogramming wireless sensor networks: 
challenges and approaches. IEEE network, 20(3), 48-55. 
[92] Tsiftes, N., Dunkels, A., & Voigt, T. (2008, June). Efficient sensor network 
reprogramming through compression of executable modules. In Sensor, Mesh and 
Ad Hoc Communications and Networks, 2008. SECON'08. 5th Annual IEEE 
Communications Society Conference on (pp. 359-367). IEEE. 
[93] Stolikj, M., Cuijpers, P. J., & Lukkien, J. J. (2012). Energy-aware reprogramming 
of sensor networks using incremental update and compression. Procedia Computer 
Science, 10, 179-187. 
[94] Stolikj, M., Cuijpers, P. J., & Lukkien, J. J. (2013, March). Efficient 
reprogramming of wireless sensor networks using incremental updates. In 
Pervasive Computing and Communications Workshops (PERCOM Workshops), 
2013 IEEE International Conference on (pp. 584-589). IEEE. 
[95] Lanigan, P. E., Gandhi, R., & Narasimhan, P. (2006). Sluice: Secure dissemination 
of code updates in sensor networks. In Distributed Computing Systems, 2006. 
ICDCS 2006. 26th IEEE International Conference on (pp. 53-53). IEEE. 
[96] Nilsson, D. K., & Larson, U. E. (2008, May). Secure firmware updates over the air 
in intelligent vehicles. In Communications Workshops, 2008. ICC Workshops' 08. 
参考文献 
105 
IEEE International Conference on (pp. 380-384). IEEE. 
[97] Karthik, T., Brown, A., Awwad, S., McCoy, D., Bielawski, R., Mott, C., & Cappos, J. 
(2016). Uptane: Securing software updates for automobiles. In International 
Conference on Embedded Security in Car (pp. 1-11). 
[98] 永田和生, 原田英雄, 牛嶋和行, 久我守弘, & 末吉敏則. (2007). FPGA 遠隔再構成シス
テムの設計と実装. 電子情報通信学会論文誌 D, 90(6), 1357-1366. 
[99] Simple Service Discovery Protocol/1.0 https://tools.ietf.org/html/draft-cai-ssdp-v1-
03(2019-1-20 参照) 
[100] Bonjour https://developer.apple.com/bonjour/(2019-1-20 参照) 
[101] Edwards, W. K. (2006). Discovery systems in ubiquitous computing. IEEE 
Pervasive Computing, 5(2), 70-77. 
[102] Helal, S., Desai, N., Verma, V., & Lee, C. (2003, March). Konark-a service 
discovery and delivery protocol for ad-hoc networks. In Wireless Communications 
and Networking, 2003. WCNC 2003. 2003 IEEE (Vol. 3, pp. 2107-2113). IEEE. 
[103] Klauck, R., & Kirsche, M. (2012, July). Bonjour contiki: A case study of a DNS-
based discovery service for the internet of things. In International Conference on 
Ad-Hoc Networks and Wireless (pp. 316-329). Springer, Berlin, Heidelberg. 
[104] Scalable service-Oriented MiddlewarE over IP (SOME/IP) http://some-ip.com/ 
[105] 丹康雄. (2010). ホームネットワーク (OSGi, ECHONET) モデルに基づく家庭内
エネルギーマネジメント (制御・通信プロトコル,< 特集> エネルギーの情報化~ IT 
による電力マネジメント~). 情報処理, 51(8), 959-965. 
[106] 「平成 23 年度 エネルギー管理システム導入促進事業（HEMS 導入事業）－対
象機器の公募－ 公募要領 」 
[107] 一般社団法人 エコーネットコンソーシアム https://echonet.jp/ 
[108] IEC 62394 Ed3.0 
[109] ISO/IEC 14543-4-3 
[110] Echonet コンソーシアム 20 周年記念誌 https://echonet.jp/wp/wp-
content/uploads/pdf/General/Download/20th_book_ver.0.7.pdf 
[111] 大和ハウス工業株式会社「平成 21 年度スマートハウス実証プロジェクト報告書 
第 2 章 テーマ 2-1：マッシュアップを促進するホームサーバ向け統合 API の開発実
証およびテーマ 3-1：マルチベンダによる家電・設備機器統合コントロールシステム
の開発」， 2010 年 3 月 
http://www.jipdec.or.jp/dupc/forum/eships/results/doc/h21project_report1-2.pdf 
[112] Fukushima, K.; Tanaka, Y.; Kato, H.; Ishikawa, N.; , "Home Network System 
for Gas Appliances Using PUCC Technologies," Consumer Communications and 
106 
Networking Conference (CCNC), 2010 7th IEEE , vol., no., pp.1-5, 9-12 Jan. 2010 





keizai.co.jp/press/pdf/170517_17042.pdf  (2019-02-21 参照) 
[116] Miller, C., & Valasek, C. (2015). Remote exploitation of an unaltered passenger 
vehicle. Black Hat USA, 2015. 
[117] Foster, I. D., Prudhomme, A., Koscher, K., & Savage, S. (2015, August). Fast 
and Vulnerable: A Story of Telematic Failures. In WOOT. 
[118] M.Kirsten, and T.Königseder. Automotive Ethernet. Cambridge University 
Press, 2014 




[121] Liu, S., Tang, J., Zhang, Z., & Gaudiot, J. L. (2017). Computer Architectures 
for Autonomous Driving. Computer, 50(8), 18-25. 
[122] Otterness, N., Yang, M., Rust, S., Park, E., Anderson, J. H., Smith, F. D., ... & 
Wang, S. (2017, April). An evaluation of the NVIDIA TX1 for supporting real-time 
computer-vision workloads. In Real-Time and Embedded Technology and 
Applications Symposium (RTAS), 2017 IEEE (pp. 353-364). IEEE. 
[123] Schmidgall, R. (2012). Automotive embedded systems software 
reprogramming (Doctoral dissertation, Brunel University School of Engineering 
and Design PhD Theses). 
[124] https://www.teslamotors.com/sites/default/files/pdfs/release_notes/tesla_model
_s_software_7_1.pdf(2019-02-21 参照) 
[125] Bulmus, A., Freiwald, A., & Wunderlich, C. (2017). Over the Air Software 
Update Realization within Generic Modules with Microcontrollers Using External 
Serial FLASH (No. 2017-01-1613). SAE Technical Paper. 
[126] ISO22901-1 Road vehicles – Open Diagnostic Data Exchange(ODX) – Part1: 
Data model specification 
[127] ISO13209-2 Road vehicles – Open Test sequence eXchange format(OTX) – 
Part2:Core data model specification and requirements 
参考文献 
107 
[128] ISO13209-3 Road vehicles – Open Test sequence eXchange format(OTX) – 
Part3:Standard extensions and requirements 
[129] Ryu, H. K., Cho, S. R., Piao, S., & Kim, S. H. (2008, July). The design of 
remote vehicle management system based on OMA DM protocol and AUTOSAR 
S/W architecture. In Advanced Language Processing and Web Information 
Technology, 2008. ALPIT'08. International Conference on (pp. 393-397). IEEE. 
[130] Zhang, J., Liao, Z., & Zhu, L. (2015). Research on Design and Implementation 
of Automotive ECUs Software Remote Update. In Applied Mechanics and 
Materials (Vol. 740, pp. 847-851). Trans Tech Publications. 
[131] 野澤優尚, 小沼寛, & 清原良三. (2015). 車載 ECU 向けソフト更新のためのデー
タ圧縮方式. 研究報告マルチメディア通信と分散処理 (DPS), 2015(4), 1-6. 
[132] 小沼寛, 野澤優尚, & 清原良三. (2015).bsdiff を応用した ECU ソフトウェア高速
ダウンロード. 情報処理学会第 78 回全国大会 
[133] Lee, Y. S., Kim, J. H., Van Hung, H., & Jeon, J. W. (2015, August). A parallel 
re-programming method for in-vehicle gateway to save software update time. In 
Information and Automation, 2015 IEEE International Conference on (pp. 1497-
1502). IEEE. 
[134] Jang, S. J., & Jeon, J. W. (2015, August). Software reprogramming 
performance analysis of CAN FD and FlexRay protocols. In Information and 
Automation, 2015 IEEE International Conference on (pp. 2535-2540). IEEE. 
[135] Lee, Y. S., Kim, J. H., Jang, S. J., & Jeon, J. W. (2016, January). Automotive 
ECU Software Reprogramming Method Based on Ethernet Backbone Network to 
Save Time. In Proceedings of the 10th International Conference on Ubiquitous 
Information Management and Communication (p. 39). ACM. 
[136] 宮本善則他「ECHONET Lite による蓄電池管理システムの開発」日本学術振興
会産学協力研究委員会 第 31 回インターネット技術第 163 委員会研究会 
[137] TTC TR-1043:ホームネットワーク通信インタフェース実装ガイドライン 
[138] ECHONET コンソーシアム「ECHONET 機器認証試験仕様書」 ECHONET 
Lite 規格 Ver.1.0*用 http://www.echonet.gr.jp 
[139] OSGi Alliance「OSGi Service Platform Release4 Device Access Specification 
Version1.1」http://www.osgi.org/(2019-2-21 参照) 
[140] RFC1960  A String Representation of LDAP Search Filters 
http://www.ietf.org/rfc/rfc1960.txt (2019-2-21 参照) 
[141] JASO TP-15002(JP) 自動車の情報セキュリティ分析ガイド 
[142] https://www.ipa.go.jp/security/vuln/CVSS.html (2018-02-28 参照) 
108 
[143] https://automotive.softing.com/index.php?id=1860&L=4 (2019-02-21 参照) 
[144] https://www.openssl.org/ (2018-06-28 参照) 
[145] https://www.renesas.com/jp/ja/products/microcontrollers-
microprocessors/rh850.html (2019-02-21 参照) 
[146] http://www.tessera.co.jp/fl/f1l-176.html (2019-02-21 参照) 
[147] https://jp.vector.com/vj_vn1600_jp.html (2018-06-28 参照) 





faq-1852008.pdf (2018-06-28 参照) 
[151] http://www.bzip.org/(2019-02-21 参照) 
[152] Infineon TriCore Brochure (Date: 09 / 2016) 
[153] TC1797 Data Sheet V1.3 2014-08 
https://www.infineon.com/dgdl/TC1797_DS_V1%203.pdf 
[154] Ultra-ReliableMPC574xP MCU (Panther) forAutomotive & Industrial 
SafetyApplications 
[155] MPC5744P Data Sheet https://www.nxp.com/docs/en/data-
sheet/MPC5744P.pdf 
[156] Burrows, M., & Wheeler, D. (1994). A block-sorting lossless data compression 
algorithm. In DIGITAL SRC RESEARCH REPORT. 
[157] Huffman, D. A. (1952). A method for the construction of minimum-redundancy 
codes. Proceedings of the IRE, 40(9), 1098-1101. 
[158] https://tools.ietf.org/html/rfc1951(2019-02-21 参照) 
[159] http://www.7-zip.org/sdk.html(2019-02-21 参照) 
[160] Ziv, J., & Lempel, A. (1977). A universal algorithm for sequential data 
compression. IEEE Transactions on information theory, 23(3), 337-343. 
[161] Martin, G. N. N. (1979, July). Range encoding: an algorithm for removing 
redundancy from a digitised message. In Proc. Institution of Electronic and Radio 
Engineers International Conference on Video and Data Recording. 









寺岡秀敏, 山﨑裕紀, 櫻井康平, 船迫陽介, & 尾崎友哉. (2018). 軽量スクリプト言語を用い
た自動車ソフトウェア遠隔更新制御方式の検討. 情報処理学会論文誌コンシューマ・デバイ
ス & システム (CDS), 8(3), 32-42. 
 
寺岡秀敏, 中原章晴, & 黒澤憲一. (2017). 車載 ECU 向け差分更新方式. 情報処理学会論
文誌コンシューマ・デバイス & システム (CDS), 7(2), 41-50. 
 
寺岡秀敏, 今井光洋, 小坂忠義, 奈良祐樹, & 小田輝. (2013). サービスゲートウェイ向け 
ECHONET Lite バンドルの開発. 情報処理学会論文誌コンシューマ・デバイス & システ




木谷光博, 片岡幹雄, & 寺岡秀敏. (2016). 自動運転向け車内ネットワークシステムにおけ
るデータ伝送方式の開発. 情報処理学会論文誌コンシューマ・デバイス & システム (CDS), 
6(2), 43-51. 
 
宮田克也, 寺岡秀敏, 関原拓也, & 芳野明彦. (2013). ホームゲートウェイ向け機器管理制





Teraoka, H., Nakahara, F., & Kurosawa, K. (2017, October). Incremental update method 
for vehicle microcontrollers. In Consumer Electronics (GCCE), 2017 IEEE 6th Global 




Teraoka, H., Nakahara, F., & Kurosawa, K. (2016, October). Incremental update method 
for resource-constrained in-vehicle ECUs. In Consumer Electronics, 2016 IEEE 5th 
Global Conference on (pp. 1-2). IEEE. 
 
Balaji, B., Teraoka, H., Gupta, R., & Agarwal, Y. (2013, November). Zonepac: Zonal power 
estimation and control via hvac metering and occupant feedback. In Proceedings of the 






寺岡秀敏, 山﨑裕紀, 櫻井康平, & 尾崎友哉. (2018). 軽量スクリプト言語を用いた自動車
ソフトウェア遠隔更新制御方式の開発. 研究報告コンシューマ・デバイス & システム 
(CDS), 2018(11), 1-7. 
 
寺岡秀敏, 中原章晴, & 黒澤憲一. (2016). 車載 ECU 向け差分更新方式. 研究報告コンシ
ューマ・デバイス & システム (CDS), 2016(5), 1-8. 
 
寺岡秀敏, 今井光洋, 小坂忠義, 奈良祐樹, & 小田輝. (2013). サービスゲートウェイ向け 





木谷光博, 片岡幹雄, & 寺岡秀敏. (2016). 自動運転向け車内ネットワークシステムにおけ
るデータ伝送方式の開発. 情報処理学会論文誌コンシューマ・デバイス & システム (CDS), 
6(2), 43-51. 
 
宮田克也, 寺岡秀敏, 関原拓也, & 芳野明彦. (2013). ホームゲートウェイ向け機器管理制








Sakurai, K., Kataoka, M., Kodaka, H., Kato, A., Teraoka, H., & Kiyama, N. Connected 
Car Solutions Based on IoT. 
 
櫻井康平, 片岡幹雄, 小高浩, 加藤淳, 寺岡秀敏, & 木山昇. (2017). IoT 技術を活用したコ
ネクテッドカーソリューション (Driving Forward with Future Vehicles 安全に, 快適に, 
環境と共生するクルマ社会へ)--(「つながるクルマ」 で実現する自動運転技術). 日立評論, 
99(5), 514-519. 
 
Teraoka, H., Balaji, B., Zhang, R., Nwokafor, A., Narayanaswamy, B., & Agarwal, Y. 
(2014). BuildingSherlock: Fault Management Framework for HVAC Systems in 
Commercial Buildings. Department of Computer Science and Engineering, University of 
California, San Diego. 
 
 
