Functional solution
In Haskell, we can implement insertion sort as follows. insert takes as an additional argument a function leq to check for "lesser than or equal". Compare the difference to the functional solution.
Type classes
Instead of leq we find <= (implicit argument).
Indeed, type inference yields
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The challenge
At some stage during the implementation, we decide to add some security and optimization aspects to our implementation.
Efficiency aspect:
We know that only non-negative numbers are ever sorted. Hence, if we insert 0 it suffices to cons 0 to the input list.
Security aspect:
We want to ensure that each call to insert takes a sorted list as an input argument and returns a sorted list as the result.
How to do this (without "affecting" the entire program).
We only want to advise the relevant program parts.
Aspect-Oriented Programming with Type Classes -p.9 The new keyword proceed indicates continuation of the normal evaluation process.
AOP Haskell example
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AOP Haskell
Extension of Haskell with aspect definitions of the form N@advice #f1,...,fn# :: (C => t) = e N is the name of the aspect. f1,...,fn refer to function symbols (the pointcut). Each fi is referred to as a joinpoint.
Each pointcut has a type annotation C => t which follows the Haskell syntax for types.
The advice body e follows the Haskell syntax for expressions.
We will apply the (around) advice if the type of a joinpoint fi is an instance of t such that constraints C are satisfied (pointcuts are type directed). N1 and N2 are singleton types.
We will shortly discuss the overlap among the instances
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Turning advice into instances
In detail, --sortedness aspect 
Instrumenting joinpoints
Each call to insert is replaced by joinpoint N1 (joinpoint N2 insert)
We assume here the following order among advice: N2 ≤ N1.
If insert is used at the type instance a->[a]->[a], then the above gives rise to Advice N1 (a -> [a] -> [a]), Advice N2 (a -> [a] -> [a])
Hence, after instrumentation function insert has type insert ::
We need to take a look at type class resolution now.
Aspect-Oriented Programming with Type Classes -p.18 The dictionary instI2 instI1 provides evidence for Eq [Int] .
Type class resolution
Aspect-Oriented Programming with Type Classes -p.20
Overlapping instances resolution
In case of
we cannot deterministically resolve the above type class constraints. Hence, we leave them unresolved.
However, in case a=Int we can apply the "best-fit" strategy strategy. 
Type classes vs type-directed weaving
Assume we use (the instrumented program)
Type class resolution will then replace the calls to the "weaving" function joinpoint with calls to the appropriate advice bodies.
We assume here type classes as supported by the Glasgow Haskell Compiler (GHC). insert carries now a type annotation (to translate using overlapping type classes we need to manually rewrite type annotations).
First key idea: We use the standard dictionary-passing translation scheme for type classes but use a type-passing scheme for aspects.
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