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Resumen 
 
Internet de las cosas (IoT) se está abriendo paso en la industria tecnológica, 
tanto es así que varios analistas han dicho que en el 2020 habrá más de 30 
mil millones de dispositivos conectados a internet  [1]. Además se ve reflejado 
en varios congresos tecnológicos como la Mobile World Congress del 2018 o 
Advanced Factories del 2018, por tanto es un buen incentivo económico y de 
innovación a nivel social. 
IoT se basa en sensores que proporcionan datos que recogen de su entorno e 
interactúan con otros dispositivos a través de la red. Dando lugar a una 
diversidad de nuevas aplicaciones o servicios, o mejora su optimización de los 
ya existentes. 
 
El objetivo fue realizar la arquitectura hardware wireless de un objeto 
inteligente, empezando por el montaje del servidor, su configuración y su 
ejecución para que se conecte con los sensores utilizados. También se 
implementó una aplicación cliente para monitorizar esos recursos desde 
internet. 
 
El proyecto se podría dividir en dos fases y son las siguientes: 
 
1. Fase 1. El Servidor, que se ejecuta en una placa Arduino que se 
encargará de hacer las lecturas de los sensores, gestionar las 
peticiones y devolver las respuestas al cliente. 
 
2. Fase 2. El cliente, el cual fue diseñado con la plataforma Unity 3D para 
realizar una aplicación más amigable con el usuario. Su interfaz que 
también implementa la lógica para realizar las peticiones y gestionar las 
respuestas recibidas que dispone el Servidor. 
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Overview 
 
 
Internet of Things (IoT) is growing quickly into the technology industry, so much 
so that several analysts said that in the year 2020 there will be more than 30 
billion devices connected to the Internet [1]. It is also reflected in several 
technological congresses such as the Mobile World Congress or Advanced 
Fatories. Therefore this is a good economic incentive and innovation at the 
social level. 
IoT is basically sensors that provide data that they collect from their 
environment and interact with other devices through the network. It is gives 
push to a diversity of new applications or services, or improving their 
optimization of existing ones.  
 
The objective was to make the wireless hardware architecture of an intelligent 
object, starting with the assembly of the Server, its configuration and its 
execution so that it connects with the sensors used. A Client application was 
also implemented to monitor those resources from internet.  
 
The project could be divided into two phases and are the following: 
 
1. Phase 1. The Server, it runs on in an Arduino board that it will be 
responsible for making the readings of the sensors, manage the 
requests and return the responses to the client. 
 
2. Phase 2. The Client, it was designed with the Unity 3D platform to make 
a more user-friendly application. The interface also implements the logic 
to make the requests and manage the received responses that the 
Server offers. 
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INTRODUCCIÓN 
 
 
Un sistema de sensores que conecten con el mundo físico fue el concepto que 
concibió Kevin Ashton con el término de Internet de las cosas (IoT) o Internet of 
Objects  [2] . Kevin Ashton, co-fundador y director ejecutivo del Auto-ID Center 
de MIT, mencionó este término en una presentación que hizo en Procter & 
Gamble (P&G) en 1999 para explicar que los ordenadores y el internet 
dependían de la intervención humana para obtener información, y por tanto 
representaban un problema, ya que el ser humano es limitado en precisión, 
atención y tiempo. En cambio pensar en un ordenador que tenga la capacidad 
de captar y recolectar la información, para luego ser monitorizada, cuantificada  
y analizada para resolver problemas, transformar y crear, todo eso sin 
intervención humana, era cambiar el mundo tal y como lo fue la revolución 
digital hace unas décadas  [3]. 
 
Según predicciones en el sector financiero global, el impacto de esta nueva 
tecnología sería de $3.9 a $11.1 mil millones en 2025 según el Mckinsey Global 
Institute [4] .Pero para el 2020 podría generar 4.5 millones de puestos de  
trabajo en el sector, solo en Europa  [5].  
 
Es una tecnología que desde entonces ha crecido exponencialmente y ha sido 
la precursora de otras tecnologías como Machine Learning o el concepto de Big 
Data. 
 
Esta pequeña parte de la historia del IOT, conocimientos adquiridos en la 
EETAC y otras motivaciones/retos personales, fueron los culpables de formar 
parte de este pequeño pero gran proyecto que es mi TFG. Además de ser 
consciente de que este proyecto se puede aplicar a gran escala en diversos 
sectores como en domótica o en smart cities. 
 
Mi curiosidad en la tecnología comenzó en la adolescencia y se reafirmó 
cuando realice el FP en sistemas de telecomunicaciones e informática. Allí me 
di cuenta que este campo era muy amplio y que no pararía de crecer. La 
especialidad de Telemática se mostraba retadora ya que se basaba en las 
telecomunicaciones e informática, pero profundizaba en las redes. 
Desde que comencé el FP y hasta ahora ha sido todo un reto para mí, pero 
esto me apasiona y es una gran motivación para seguir creciendo 
profesionalmente. 
 
El objetivo de este proyecto fue diseñar una arquitectura hardware wireless de 
un objeto inteligente, por tanto el dispositivo hardware tendría que tener un 
microcontrolador básico, memoria flash y un reloj de velocidad para que ejecute 
un servidor pequeño.  
Se eligió una placa Arduino [6] que cumplía con todas las especificaciones 
dichas anteriormente pero que además incorpora un módulo WiFi integrado 
para su interconexión.  
El servidor que se implementó para que se ejecute en la placa Arduino fue un 
servidor pequeño MicroCoAP [7].  
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Y para el protocolo de comunicación se utilizó CoAP (Constrained Application 
Protocol) [8], un protocolo pensado para ser utilizado por objetos con 
restricciones de recursos.  
Una vez hecho el montaje de la arquitectura hardware del servidor, se utilizó 
sensores para que se conecten con la placa Arduino y así poder comprobar su 
funcionamiento correcto. Pero para obtener una interacción completa con el 
servidor mediante peticiones se pensó en añadir una interfaz cliente. Esta 
interfaz realizaría peticiones al servidor y monitorizaría los sensores. 
 
La interfaz del cliente (Android) se diseño e implementó con Unity3D [9] pero 
que ejecuta un plugin de Android, que contiene una librería CoAP Californium  
[10] con conexión a la clase CoAPManager que facilita el acceso a esta librería 
a través de su script en C#.  
Tanto el servidor y el cliente serán explicados en detalle  en los siguientes 
capítulos. 
En la  Fig. 1.1 se muestra una representación gráfica del proyecto que se 
presenta en esta memoria. 
 
 
 
 
Fig.1.1 Arquitectura del proyecto 
 
 
La figura anterior ejemplifica el proyecto final que había cambiado desde la 
propuesta inicial.  
Este proyecto final ya forma una infraestructura completa de IoT.  
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CAPÍTULO 1. Arquitectura y concepto básico de IOT 
 
1.1. ¿Qué es el Internet de las cosas? 
 
Internet de las cosas se basa en sensores, datos y redes para conectarse e 
interactuar, dando lugar a una diversidad de aplicaciones en ámbitos tan 
diversos como la automatización residencial y de edificios, monitorización de 
procesos industriales o ambientales y muchas más en el área de la agricultura, 
en salud, educación, seguridad y transporte, entre otros. 
Por tanto IoT es un buen impulsor para la innovación en el sector público y 
privado, dando lugar a nuevos productos o servicios, o mejora eficientemente 
los servicios o productos ya existentes, para optimizarlos y gestionarlos de 
forma inteligente. 
El concepto de combinar ordenadores, sensores y redes para monitorear y 
controlar procesos existe desde hace décadas, ya en 1970 se utilizó para 
monitorizar los medidores conectados a la red eléctrica de forma remota a 
través de las líneas telefónicas [11]. Pero las recientes tendencias del mercado 
tecnológico en miniaturizar los componentes electrónicos con más potencia y 
capacidad de cómputo y su acceso a internet mediante el protocolo IP o el uso 
de protocolos como Bluetooth, CoAP, Z-Wave o ZigBee para la comunicación 
entre dispositivos o redes de dispositivos, han hecho posible la creación de 
infraestructuras de IoT más optimizadas a un precio menor. 
 
1.1.1. Sensores  
 
Los sensores son los elementos que obtienen la información, por lo general 
representan restricciones en cuanto hardware pero consiguen tener un bajo 
consumo energético, bajo coste, una configuración sencilla y una fuerte 
seguridad. 
 
1.1.1.1. Restricciones a nivel de hardware 
 
 Microprocesadores de 8 ,16  o 32 bits. 
 Memoria limitada de hasta 10 kB de RAM 
 Consumo energético mediante baterías 
 Tiempo de vida limitado del sensor 
 
A pesar de las restricciones dichas anteriormente, es suficiente para su fin, que 
es el control y monitorización. 
 
1.1.2. Protocolos 
 
En la Fig. 1.2. se ilustra la variedad de protocolos que se pueden utilizar en un 
proyecto de IoT.  
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Fig.1.2 Protocolos utilizados en IoT 
 
1.2. Protocolos utilizados para el desarrollo del proyecto 
 
En este proyecto hemos trabajado con el estándar IEEE 802.11 b/g/n en la 
capa física y de enlace de datos, ya que trabaja en la banda de 2,4 GHz y es 
disponible universalmente con velocidades de hasta 11Mbit/s, 54Mbit/s y 
300Mbit/s, respectivamente. Se ha escogido este estándar porque hoy en día 
cualquier espacio público o privado dispone de la tecnología Wi-Fi y por tanto 
no es sería necesario adaptar el hardware a otros estándares. 
En la capa de red nos basamos en IPv4 para la interconexión de la red con 
internet. 
Para la capa de transporte se utilizará el de UDP, porque hace envío de 
datagramas sin una conexión previa y la falta de confirmación o control de flujo 
hacen que sea más rápido el envío. 
Finalmente, en la capa de aplicación se utilizó el protocolo CoAP (Constrained 
Application Protocol), es un protocolo de transferencia web para nodos y redes 
con restricciones, según el RFC 7252  [8] . 
En la Fig.1.3 se muestra la pila de protocolos utilizados. 
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Fig.1.3 Pila de protocolos que soportan CoAP 
 
 
1.2.1. Protocolo CoAP 
 
El protocolo CoAP se basa en: 
 
 Una arquitectura REST  [12], de fácil interacción con el protocolo HTTP. 
 Modelo Cliente y servidor, ofrece representación de recursos. 
 Tiene dos subcapas: 
Requests (cliente) y Response (servidor). 
Messages. 
 Trabaja sobre el protocolo UDP para generar cabeceras más pequeñas 
que los de TCP, evitar complejidad y no tener retardos por reenvío.  
 Capaz de trabajar en microcontroladores con un espacio de código  
mínimo de 10kiB y 100kiB. 
 Y en la seguridad elige parámetros DTLS que es equivalente a las 
claves RSA de 3072 bits. 
 
1.2.1.1. Arquitectura 
 
El protocolo CoAP está formado por dos subcapas y se ilustra en la Fig.1.4. 
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Fig.1.4 Subcapas del protocolo CoAP. 
 
 
 Requests (clients) y Responses (servers) 
Requests: GET, POST, PUT, DELETE métodos. 
URI: coap://example.com:5683/sensores/temperature 
 
 Messages 
Confirmable (CON). 
Non-confirmable (NON). 
Acknowledgment (ACK). 
Reset (RST). 
 
Las peticiones se pueden realizar con cualquier método, por ejemplo, si 
enviamos una petición GET y queremos que esa petición sea confirmada, 
CoAP implementa el tipo de mensaje confirmable (CON), por tanto obliga al 
servidor a responder con un tipo de mensaje acknowledged (ACK). Estos tipos 
de mensajes son implementados en la capa de aplicación por CoAP ya que el 
protocolo UDP no implementa ninguna confirmación o  control al respecto. 
 
1.2.1.1.1. Requests y Responses 
 
Las Fig.1.5a y Fig.1.5b ilustran dos peticiones con los dos tipos de mensajes 
CON y NON, respectivamente. 
La petición GET de tipo CON hace una petición sobre el recurso temperatura y 
el servidor le devuelve una respuesta 2.05 (Contenido) en el mensaje de acuse 
de recibo que confirma la solicitud CON. Es decir, responde con un mensaje de 
tipo ACK, donde también incluye una respuesta 2.05 (contenido) que contiene 
los datos de ese recurso. 
Y en la petición GET de tipo NON también hace una petición sobre el recurso 
temperatura pero no recibirá ninguna confirmación o mensaje de tipo ACK por 
parte del servidor, solo recibirá la respuesta 2.05 (Contenido) en un  mensaje 
de tipo NON. 
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Fig.1.5a Petición y respuesta de tipo CON 
 
 
 
 
Fig.1.5b Petición y respuesta de tipo NON 
 
 
 
En el Anexo A se muestran resultados de capturas con Wireshark del 
protocolo CoAP de este proyecto.  
 
1.2.1.1.2. Formato del mensaje 
 
CoAP tiene como objetivo evitar la fragmentación en las capas subyacentes, 
sobretodo en la capa de enlace, es decir, el paquete CoAP debe caber en un 
solo datagrama de UDP que será compatible con un solo frame en la capa de  
Ethernet o IEEE 802.15.4. Esto es posible con un tamaño de cabecera de 4 
bytes, campos opcionales y el payload del mensaje, por tanto el tamaño 
mínimo es de solo 4 bytes. 
En la Fig.1.6 se ilustra el formato de la cabecera del mensaje y en la Fig.1.7 el 
formato completo del mensaje al detalle. 
La cabecera del mensaje al detalle: 
 
 Ver: versión (1) , 2 bits 
 T: tipo de mensaje (CON, NON, ACK ,RST), 2 bits  
 TKL: tamaño del token (tamaño variable de 0-8bytes), 4 bits 
 Code: request/response y tipo, 8 bits  
   14 
 
 
 Message ID: número de secuencia relacionada con ACK o RST, también 
para detectar duplicación, 16 bits 
 
 
 
 
Fig.1.6 Cabecera del mensaje. 
 
Cuerpo del mensaje en profundidad: 
 
 Token: es opcional, limitado de 0 a 8 bytes para que coincida con las 
respuestas de solicitud y su valor es definido por la aplicación. 
 Options: es opcional, pueden ser el Content Format, Accept, Max-Age, 
Etag, Uri-Path, Uri-Query,etc. 
 Payload: es opcional, si hay carga útil se marca con un Payload Marker 
(0xff) para indicar el principio de éste. 
 
 
 
 
Fig.1.7 Formato del cuerpo restante del mensaje. 
 
 
A continuación en la Fig.1.8 se ilustra los códigos que puede tener el Request 
del mensaje.  
 
 
 
 
Fig.1.8 Códigos del request. 
 
 
Y en la Fig.1.9 se ilustra los códigos del Response del mensaje.  
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Fig.1.9 Códigos del response. 
 
 
1.2.1.2. Otras características del protocolo CoAP 
 
Confiabilidad: 
 
 La confiabilidad: es opcional ya que algunas aplicaciones no lo requieren 
 Uso de UDP en la capa de transporte: es necesario y por tanto a nivel de 
CoAP se usa un mecanismo simple de detención y espera 
- Esperar un ACK antes de la expiración del RTO 
 Control de la congestión: cuando un tipo de mensaje CON no es 
confirmado con un ACK, entonces se realiza una retransmisión, 
duplicando el RTO 
 
Cache: 
 
 Almacenamiento de la respuesta determinada por su código 
 Evitando contactar de nuevo al de servidor de origen 
 
Proxy: 
 
 Puede permitir almacenamiento de respuesta en una cache 
 Permite al servidor hacer ciertos periodos de “sleep” 
 
Mapeo de HTTP a CoAP (y vice versa). 
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Observe: 
 
 Opción “Observe”: esta opción es cuando un cliente está interesado en 
ser notificado de cualquier cambio que se produzca en el recurso 
(sensor), según el RFC7641  [13]. Entonces el servidor transmite 
notificaciones al cliente cuando el estado cambia del sensor. 
La Fig.1.10 ilustra el intercambio de mensajes cuando se habilita esta 
opción. 
 
 
 
 
Fig.1.10 Opción “Observe” habilitado. 
 
 
Transferencia de bloques: 
 
 Opción “Block”: transmisión del payload en modo bloque.  
 Es recomendable cuando tenemos grandes respuestas y no pueden ser 
enviadas en un solo paquete, ya que el tamaño máximo del datagrama 
del UDP es 64 kB por tanto estaríamos limitados a ese máximo. 
 Respuestas con tamaño grande pueden ser segmentada en pequeños 
bloques con el mismo número de secuencia. 
 El cliente podrá regenerar la respuesta original cuando haya recibido 
todos los bloques.  
 
La Fig.1.11 ejemplifica el intercambio de mensajes al habilitar la opción bloque.  
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Fig.1.11 Opción “Bloque” habilitado. 
 
 
1.2.2. Protocolo CoAP vs HTTP 
 
En la capa de aplicación tenemos 3 protocolos y son MQTT, HTTP y CoAP, 
estos protocolos fueron desarrollados para la conectividad entre dispositivos 
pequeños y con restricciones, excepto HTTP que fue desarrollado para la 
transferencia de información en la World Wide Web pero que hoy en día 
también se utiliza para IoT ya que hace conexiones entre servidor y cliente. 
 
Se hará una comparación entre el protocolo HTTP y el CoAP ya que ambos 
protocolos comparten muchas características, como el modelo RESful, el 
modelo Request y Response, el direccionamiento por URL y otras 
características que se explicarán en este apartado. 
 
Y no se eligió MQTT para compararlo con CoAP porque el HTTP aunque no 
sea tan eficiente como MQTT, HTTP comparte muchas características y 
promete mejoras para reducir la complejidad y el overhead. Además hay una 
detallada explicación del protocolo MQTT y una buena comparación con el 
protocolo CoAP, en el Trabajo Final de Grado “Cration of an infrastructure of 
intelligent objects that sensorize the campus classrooms” de Azeez Olusegun 
Odumosu  [14]. 
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1.2.2.1. HTTP 
 
Las principales características son: 
 Se basa en el protocolo TCP para la capa de transporte, por tanto da 
confiabilidad. 
 Hace retransmisiones según el timeout que calcula de forma dinámica. 
 Tamaño mínimo por paquete de 20 bytes gracias TCP. 
 Cabeceras de peticiones o respuesta con metadatos o texto, más legible 
para el humano. 
 Modelo RESTful, GET /PUT /POST /DELETE 
 Solo establece conexión una vez y por tanto mantiene abierta la 
conexión. 
 
 
Tabla 1.1. Comparación de CoAP y HTTP 
 
 
Protocolo 
Protocolo 
transporte 
Complejidad Sincronización Aplicación 
 
CoAP 
UDP Simple  No hay la 
necesidad 
Para 
dispositivos 
con 
restricciones 
 
HTPP 
TCP Complejo Es necesario Para 
dispositivos 
sin ninguna 
restricción 
 
 
La elección del protocolo CoAP como protocolo de aplicación cobra más 
sentido después de las comparaciones, porque es más eficiente que HTTP y 
MQTT, gracias al uso del protocolo de transporte y su modelo de arquitectura 
menos complejo que los otros protocolos. 
El análisis anterior entre estos tres protocolos fueron complementados por 
varios documentos online y sus referencias son [15] y  [16]. 
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CAPÍTULO 2. Infraestructura 
 
2.1. Escenario de la infraestructura 
 
El escenario de la infraestructura se compone de dos partes, la del servidor y la 
del cliente, en la Fig.2.1 se ilustra el escenario. 
 
 
 
Fig.2.1 Escenario del proyecto 
 
 
En el proyecto se ha implementado una aplicación móvil para monitorizar y 
obtener los datos de cada sensor, estos datos son visualizados en la 
aplicación. 
 
2.2. Servidor 
 
El servidor se compone por la placa Arduino [6] que se encargará de conectar 
con los sensores y gestionar las peticiones que lleguen desde el cliente. 
Ejecuta un pequeño servidor CoAP (MicroCoAP) [7], que esta implementado en 
el lenguaje C.  
Además ejecuta varias librerías para su correcta ejecución y son las siguientes: 
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 BH1750: además de hacer los cálculos de conversión de Analógico a 
Digital, permite configurar la resolución y la frecuencia de medición del 
sensor BH1750  [17]. 
 Wire: librería [18] necesaria para realizar la comunicación con el sensor 
BH1750  mediante el bus I2C  [19]. 
 WiFI101: implementa un controlador de red  [20]. 
 WiFiUdp: posibilita el envío/recepción de paquetes UDP a través del 
WiFi  [21]. 
 
El servidor dispone de servicios y cada uno dispone de un endpoint, éstos son 
implementados con el método CRUD  [22].  
 
2.2.1. El circuito del servidor CoAP y los sensores 
 
La Fig.2.2a y Fig.2.2b, se muestran imágenes del montaje del circuito. El 
circuito consta de una placa Arduino que ejecuta un servidor CoAP y los tres 
sensores que se monitorizan. 
 
 
 
 
Fig.2.2a Circuito del Servidor CoAP 
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Fig.2.2b Circuito del Servidor CoAP 
 
 
Para ampliar conocimientos de montaje de la placa Arduino, fue guiado con 
datos técnicos de la placa Arduino MKR100  [23] y además de varios artículos 
relacionados online, sus referencias son  [24] y   [25]. 
Y en la parte de montaje de sensores también se hizo uso de sus respectivas 
datasheet’s, además de varios artículos online, y sus referencias son  [26] y  
[27]. 
 
2.2.2. Placa Arduino 
 
Arduino es una placa programable de código abierto que utiliza el lenguaje de 
programación Arduino (basado en Wiring) y el software del Arduino (IDE), 
basado en Processing. 
La placa que se utilizó es la Arduino MKR1000  [28] que incorpora una tarjeta 
WiFi integrada y por tanto ya no dependerá de un cable Ethernet o de otros 
módulos externos para conseguir conectividad. Además, el diseño propuesto lo 
hace más autónomo porque se puede alimentar mediante una batería de 3.7V, 
sin la necesidad de depender de un cable USB como lo hacían diseños 
anteriores.  
Esta placa se adapta mejor al concepto de IoT, no solo por la autonomía que 
representa sino por su práctico tamaño. En la Fig.2.3 hay una imagen de esta 
placa. 
En el Anexo B se encuentra la documentación técnica de la placa Arduino 
MKR1000. 
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Fig.2.3 Placa Arduino MKR1000 
 
 
2.2.3. Sensores 
 
En este apartado se describirá los sensores que se han utilizado para probar el 
servidor y son los siguientes: 
 
 Luminosidad: 
El sensor es el BH1750. Mide la intensidad de luz, es digital y entrega 
valores de medición en Lux (lumen / m2) que es una unidad de medida 
estándar de luminosidad. Tiene un amplio rango de medición ajustable 
desde los 0.11 a 100000 lux. Incorpora un ADC de 16 bits para dar una 
resolución de 65535 niveles. Se comunica a través del protocolo I2C. 
La Fig.2.4 es una muestra de este sensor y en el Apéndice A se 
proporciona el datasheet del sensor. 
 
 
 
 
Fig.2.4  Sensor BH1750 
 
 
 Temperatura: 
El sensor que se utiliza es el LM35. Es un sensor digital pero con salida 
analógica y con un rango de medición desde los -55ºC a 150ºC. Su 
salida es lineal con la temperatura, ya que se incrementa el valor a razón 
de 10mV por cada grado centígrado. 
23                                                                         Diseño e implementación de un “smart object” con conexión wireless 
 
 
La Fig.2.5 es una muestra de este sensor y en el Apéndice B se 
proporciona el datasheet del sensor. 
 
 
Fig.2.5  Sensor LM35 
 
 
 
 Led: 
En este caso es un diodo que emite luz y da valores digitales. Pero este 
led podría emular a una bombilla, con un relé que conmuta una red de 
alto voltaje a través de un voltaje de control de 5V o inferior. 
La Fig. 2.6 ejemplifica este caso. 
 
 
 
 
Fig.2.6  Led/Bombilla 
 
 
2.2.4. Servicios y Endpoints 
 
Cada servicio implementa un handle y una ruta al endpoint, este manejador 
(handle) hace la lógica de interactuar con el sensor o recurso para obtener el 
valor, procesarlo y si hace falta modificarlo. 
Los endpoints son rutas o punto de acceso a los recursos e implementan los 
métodos del CRUD para ser accesibles mediante los requests que entren 
desde fuera del entorno del servidor. 
La Fig.2.7 ilustra la dinámica de peticiones y respuesta. 
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Fig.2.7  Los recursos y sus endpoints 
 
A continuación se explicará un servicio endpoint de un recurso para ilustrar 
todo lo anterior. 
 
 El servicio y su función lógica: 
 
El código que está debajo es el servicio/recurso de Luminosidad. Este 
sensor de iluminación es un poco especial ya que se comunica a través 
del  bus I2C, mediante la librería Wire [19] y no a través de un pin 
analógico como los otros sensores, y por tanto hace falta realizar 
previamente una configuración para comunicar con el protocolo 
I2C.Además utiliza su propia librería BH1750  [17] para procesar los 
datos y configurarlos según el estándar de medición Lux. 
 
// Brightness service endpoint 
static const  coap_endpoint_path_t path_light = {1, {"light"}}; 
// Brightness service endpoint handler 
static int handle_get_light(coap_rw_buffer_t *scratch, const coap_packet_t *inpkt, 
coap_packet_t *outpkt, uint8_t id_hi, uint8_t id_lo)  
{ 
// Aquí se realiza la lectura desde el sensor 
uint16_t  sensorValue = resultBH1750(); 
 char  charVal[10]; 
 sprintf(charVal, "%d", sensorValue); 
 
 return coap_make_response(scratch, outpkt, (const uint8_t *)&charVal, strlen(charVal), 
id_hi, id_lo, &inpkt->tok, COAP_RSPCODE_CONTENT, 
COAP_CONTENTTYPE_TEXT_PLAIN); 
} 
 
 
En el siguiente código se declaran los endpoints de cada servicio mediante el 
método CRUD  [22]: 
 
const coap_endpoint_t endpoints[] = { 
{COAP_METHOD_GET,handle_get_well_known_core,&path_well_known_core, "ct=40"}, 
  {COAP_METHOD_GET, handle_get_led, &path_led, "ct=0"}, 
  {COAP_METHOD_GET, handle_get_temp, &path_temp, "ct=0"}, 
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  {COAP_METHOD_GET, handle_get_light, &path_light, "ct=0"}, 
  {COAP_METHOD_GET, handle_get_light, &path_observe, "ct=0"}, 
  {COAP_METHOD_PUT, handle_put_led, &path_led, "ct=0"}, 
  {(coap_method_t)0, NULL, NULL, NULL} 
 
}; 
 
Anexo C contiene el código completo de los servicios y endpoints de los 
sensores.  
  
2.3. Cliente 
 
El cliente es una aplicación móvil desarrollada en Unity3D  [9] que usa un 
plugin de Android, que a su vez contiene la librería CoAP Californium  [10], y 
hará las peticiones a través de la conexión a internet. También hay otro cliente 
pero a nivel Web que se utilizó para hacer pruebas, es una extensión web de 
Firefox y Google Chrome, es Copper (Cu)  [29]. 
 
Unity3D es una plataforma para el desarrollo de videojuegos, básicamente es 
un editor que combina la lógica del juego con diseños 2D o 3D. 
Se basa en que cada objeto es un GameObject, y un objeto puede ser un 
botón, un personaje o efecto especial. Estos GameObjects son contenedores 
de propiedades y estas propiedades son las que le darán funcionalidad a los 
objetos, las propiedades son llamadas componentes. 
Y los componentes pueden ser personalizados mediante Scripts. La Fig.2.8 
clarifica el concepto del GameObject. 
 
 
 
 
Fig.2.8  GameObject de Unity 
 
 
Y para una mejor clarificación de los GameObjects de Unity, a continuación un 
esquema de la interfaz del cliente que se compone de varios 
GameObjects(botones u objetos), que tienen como propiedad un script llamado 
UiManager.cs, este script alberga varias funciones pero solo llama a una que 
es OffLed() que a su vez también llama a otra función del script 
CoAPManager.cs,  para añadir funcionalidad al botón clicado. 
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Fig.2.9  Funcionalidad de los GameObjects 
 
 
La Fig.2.9 resume la dinámica de cada botón de la aplicación, por tanto 
podemos simplificar la interfaz en tres principales scripts para su ejecución y 
son los siguientes: 
 
 Dropdown.cs: 
Se encargará básicamente de desplegar la lista de aulas o salas 
disponibles para monitorizar los sensores. 
Cada sala dispone de una IP fija y de sus respectivos sensores. 
El código completo se encuentra en el Anexo D. 
 
 CoapManager.cs: 
Este script se encarga de la comunicación entre Unity y Android, 
implementa un objeto que representa a una clase Android de la librería 
Californium. Esta clase implementa los métodos CRUD que facilita la 
interacción con la librería Californium y también facilita la realización de 
peticiones GET, PUT, POST. 
El siguiente código es la parte explicada anteriormente del script 
CoapManager.cs. 
 
void Start () 
{ 
   try 
        { 
 coapClient = new 
AndroidJavaObject("icarus.edu.californiumunitylibrary.CoapClientManager"); 
        } 
        catch (NullReferenceException e) 
        { 
            Debug.Log(e.ToString()); 
        } 
  } 
 
    /// <summary> 
    /// Builds a correct CoAP URI for the specified server and resource. 
    /// </summary> 
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    /// <param name="ip">The IP address of the CoAP server.</param> 
    /// <param name="resource">A name of a resource.</param> 
    /// <returns>The well-formed CoAP URI for the specified server and 
resource.</returns> 
     
    /// GetUri generates the petition url with the ip and resource name passed to it...e.g 
http//ip/resource 
    public string GetUri(string ip, string resource) 
    { 
        if (coapClient == null) 
        { 
            print("NULLLLLLL"); 
        } 
        string res = coapClient.Call<string>("getUri", ip, resource); 
        return res; 
    } 
 
    /// <summary> 
    /// Sends a GET request to a specific server and resource. 
    /// </summary> 
    /// <param name="uri">A well-formed CoAP URI.</param> 
    public void DoGet(string uri) 
    { 
        coapClient.Call("doGet", uri); 
    } 
    /// <summary> 
    /// Sends a PUT request with the associated data 
    /// to a specific server and resource. 
    /// </summary> 
    /// <param name="uri">A well-formed CoAP URI.</param> 
    /// <param name="data">A new value associated to a resource.</param> 
    public void DoPut(string uri, string data) 
    { 
        coapClient.Call("doPut", uri, data); 
    } 
 
Por tanto este script es el encargado de enviar los requests al Servidor y 
de recibir las respuestas para que las gestione el script UiManager. 
El código completo se encuentra en el Anexo E. 
 
 UiManager.cs: 
Es el script que contiene las funciones que se asocian a cada botón u 
objeto de la interfaz. 
Siguiendo el ejemplo anterior del botón de apagado del Led, este botón 
llama a la función OffLed() para cambiar el estado del Led: 
 
public void OffLed() 
{ 
        print("Light Off"); 
        ChangeLedState("0"); 
}  
. 
. 
. 
private void ChangeLedState(string state) 
     { 
         ip_add = sel_class.ip_add; 
         Debug.Log(" " + ip_add); 
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         string uri = coapManager.GetUri(ip_add, "led"); 
      print("the uri is:" + uri); 
 
        //DoPut to modifies the value of the state 
         coapManager.DoPut(uri, state); 
    } 
 
En la función ChangeLedState() llama a la clase CoapManager que se 
encuentra en el script CoAPManager.cs, para que realice el request al 
Servidor. 
Una vez recibida la respuesta en el CoAPManager, este script se 
encarga de gestionarla, busca el recurso que la solicitó y le pasa la 
respuesta para que luego sea visualizada por un labelObject o un cuadro 
de texto en la interfaz. 
El siguiente código es la función que gestiona las respuestas recibidas. 
 
public void ResponseReceived(object sender, ResponseReceivedEventArgs e) 
    { 
        EnableAllButtons(); 
        label.text = e.Resource + " : " + e.Data; 
 
// Busca el recurso coincidente con el total para enviarle los datos disponibles 
        switch (e.Resource) 
        { 
            case "led": 
                if(e.Data == "1") 
                { 
                e.Data = "ON"; 
                label.text = e.Resource + " : " + e.Data; 
                } 
                else if (e.Data == "0" && e.Resource == "led") 
                { 
                    e.Data = "OFF"; 
                    Debug.Log("La respuesta es: " + e.Resource + " : " + e.Data); 
                    label.text = e.Resource + " : " + e.Data; 
                } 
                else if (e.Data == "Error") 
                { 
                    e.Data = "There as been an error in the response"; 
                    Debug.Log("La respuesta es: " + e.Resource + " : " + e.Data); 
                    label.text = e.Resource + " : " + e.Data; 
                } 
                break; 
 
            case "temperature": 
                // autoRes = e.Data; 
                var res = e.Data + " ºC"; 
                label.text = e.Resource + " : " + res; 
              //  StartCoroutine("LabelStop"); 
                break;. 
. 
 . 
 . 
 
El código completo se encuentra en el Anexo F. 
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2.4. Opción Observe 
 
En este apartado se explicará la simulación de la opción Observe que el 
protocolo CoAP implementa, según el RFC7641  [13]. 
La opción Observe es hacer que un recurso este observado, cuando su estado 
cambie entonces se hace una medida del sensor y los datos se envía al cliente 
que previamente habilitó esta opción de Observe. 
En este proyecto no se pudo implementar esta opción en el cliente ya que hubo 
conflictos con la librería que se utilizó pero se realizo una simulación de esta 
opción. Se simuló esta opción en el recurso de luminosidad. 
 
En el servidor este endpoint es un Get más pero con un nombre de recurso 
diferente al del propio recurso de luminosidad, para evitar conflictos en el 
cliente al momento de mapear las respuestas. 
El código de abajo es el recurso Observe con su endpoint en la parte de 
servidor. 
 
// Observe Option service endpoint 
static const coap_endpoint_path_t path_observe = {1, {"ObsLight"}}; 
// Observe service handler 
static int handle_get_observe(coap_rw_buffer_t *scratch, const coap_packet_t *inpkt, 
coap_packet_t *outpkt, uint8_t id_hi, uint8_t id_lo) 
 { 
 
  uint16_t sensorValue = resultBH1750(); 
  char charVal[10]; 
  sprintf(charVal, "%d", sensorValue); 
 
return coap_make_response(scratch, outpkt, (const uint8_t *)&charVal, 
strlen(charVal), id_hi, id_lo, &inpkt->tok, COAP_RSPCODE_CONTENT, 
COAP_CONTENTTYPE_TEXT_PLAIN); 
} 
 
Y en la parte del cliente su lógica es un poco especial al resto, en el botón la 
función StartObserve() arranca  la función de Corountine para hacer la petición. 
Esta función hace la petición pero cada 60 segundos y al recurso “ObsLight” 
para  no tener conflicto con el recurso de “Brightness”. 
 
 public void StartObserve() 
    { 
         
        msgStart.gameObject.SetActive(true); 
        StartCoroutine("NotificationStart"); 
        StartCoroutine("ObserveSensor"); 
         
 
    } 
    IEnumerator ObserveSensor() 
    { 
        for (; ; ) 
        { 
 // Wait 60s  
            yield return new WaitForSeconds(60); 
            label.gameObject.SetActive(true); 
            ip_add = sel_class.ip_add; 
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 // Petición al recurso “ObsLight”  
            string uri = coapManager.GetUri(ip_add, "ObsLight"); 
            Debug.Log(uri); 
            //DoGet to request  
            coapManager.DoGet(uri); 
        } 
    } 
 
El siguiente código es para detener las peticiones constantes a ese recurso. 
 
    public void StopObserve() 
    { 
        msgStop.gameObject.SetActive(true); 
        StartCoroutine("NotificationStop"); 
        StopCoroutine("ObserveSensor"); 
         
       
    } 
 
Se envía la petición al servidor y cuando nos responda se mapeará ese recurso 
para luego visualizar los datos recogidos. 
El código de abajo se corresponde al mapeo de la respuesta recibida con el 
recurso que le pertenece. 
 
public void ResponseReceived(object sender, ResponseReceivedEventArgs e) 
    { 
        EnableAllButtons(); 
        label.text = e.Resource + " : " + e.Data; 
        Debug.Log("La respuesta es: " + e.Resource + " : " + e.Data); 
 
        switch (e.Resource) 
        { 
            case "led": 
                if(e.Data == "1") 
                { 
                e.Data = "ON"; 
                label.text = e.Resource + " : " + e.Data; 
                } 
                else if (e.Data == "0" && e.Resource == "led") 
                { 
                    e.Data = "OFF"; 
                    Debug.Log("La respuesta es: " + e.Resource + " : " + e.Data); 
                    label.text = e.Resource + " : " + e.Data; 
                } 
                else if (e.Data == "Error") 
                { 
                    e.Data = "There as been an error in the response"; 
                    Debug.Log("La respuesta es: " + e.Resource + " : " + e.Data); 
                    label.text = e.Resource + " : " + e.Data; 
                } 
                break; 
 
  . 
  . 
  . 
case "ObsLight": 
                if (Int32.Parse(e.Data) > 100) 
                { 
                    e.Data = "There's strong light in the class"; 
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                    label.text = e.Resource + " : " + e.Data; 
                    Debug.Log("La intensidad de luz del sensor es: " + e.Resource + " : " + e.Data); 
                } 
                else if ((Int32.Parse(e.Data) > 40) && (Int32.Parse(e.Data) < 100)) 
                { 
                    //autoRes = e.Data; 
                    e.Data = "Class light up"; 
                    label.text = e.Resource + " : " + e.Data; 
                    Debug.Log("La intensidad de luz del sensor es: " + e.Resource + " : " + e.Data); 
                } 
                else if (Int32.Parse(e.Data) > 5 && (Int32.Parse(e.Data) < 40)) 
                { 
                    //autoRes = e.Data; 
                    e.Data = "There's weak light in the class"; 
                    label.text = e.Resource + " : " + e.Data; 
                    Debug.Log("La intensidad de luz del sensor es: " + e.Resource + " : " + e.Data); 
                } 
                else if (Int32.Parse(e.Data) < 5) 
                { 
                    //autoRes = e.Data; 
                    e.Data = "There isn't light in the class"; 
                    label.text = e.Resource + " : " + e.Data; 
                    Debug.Log("La intensidad de luz del sensor es: " + e.Resource + " : " + e.Data); 
                } 
                else if (e.Data == "Error") 
                { 
                    //  autoRes = e.Data; 
                    e.Data = "There as been an error in the response"; 
                    Debug.Log("La intensidad de luz del sensor es: " + e.Resource + " : " + e.Data); 
                    label.text = e.Resource + " : " + e.Data; 
                } 
               // StartCoroutine("LabelStop"); 
                break; 
        } 
 
El código completo se encuentra en el Anexo D. 
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CAPÍTULO 3. Conclusiones 
 
En este capítulo se realizara las conclusiones del proyecto. 
 
2.1. Objetivos 
 
El objetivo inicial era diseñar una arquitectura hardware wireless de un objeto 
inteligente, y para comprobar su funcionamiento correcto se conecto sensores 
para monitorizarlos. 
Para la arquitectura de hardware se investigó en profundidad para escoger cual 
placa de Arduino sería la adecuada para este tipo de proyecto, ya que en el 
mercado hay módulos de WiFi para conectarlos con la placa Arduino Uno, pero 
el acople de ambas sería poco practica ya que el modulo de WiFi necesitaba 
una alimentación extra y varias configuraciones para que se integre con la 
placa Arduino Uno. Entonces se decidió utilizar la placa Arduino MKR1000 ya 
que integraba un modulo de WiFi y resulta ser más eficiente que  una Arduino 
Uno y el modulo WiFi separados.  
Como resultado se obtuvo un diseño compacto y autónomo de un “Smart 
Object” que puede ser desplegado con facilidad en cualquier espacio que 
disponga de una conexión de red. 
 
Entonces se pensó en implementar una segunda fase al proyecto, que era 
realizar una aplicación Cliente con Unity3D, para poder hacer peticiones al 
servidor y luego  visualizar los datos recibidos.  
Una vez terminada la segunda fase del proyecto se podría decir que tal y como 
nos habíamos propuesto inicialmente hemos diseñado e implementado una 
infraestructura completa de IoT. 
 
2.2. Conclusiones personales 
 
Para el desarrollo del proyecto destacaría los siguientes puntos: 
 
La previa investigación de las placas Arduino no fue tan fácil, ya que se tenía 
que sopesar los pros y contras de la Arduino MKR1000 y la Arduino Uno con el 
módulo WiFi ESP8266, con su librería ESP8266WiFi  [30], para conseguir un 
resultado óptimo para el proyecto. 
La configuración del servidor no presentó mucha dificultad ya que la plataforma 
Arduino proporciona muchas librerías para facilitar su uso. Además tuve el 
privilegio de tener como guía el TFG “Creation of an infraestructura of intelligent 
objects that sensorize the campus classrooms”. 
Entender la librería de CoAP y luego configurarla en el servidor, le aporto 
dificultad al proyecto. Además de añadir otras librerías especificas de los 
sensores. 
 
En la optativa de “Redes y Servicios en Smart Cities I” hice pequeños 
proyectos con Unity3D y por tanto al realizar la interfaz del cliente no fue una 
ardua tarea pero en el momento de realizar los scripts que implementaba el 
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plugin Android y que a su vez implementa la librería CoAP Californium le dieron 
complejidad al desarrollo del cliente. 
El proceso de realización del proyecto ha sido constructivo, se han ido 
resolviendo los problemas y retos planteados a lo largo de su desarrollo  y 
mediante el cual he adquirido nuevos conocimientos relacionado con el mundo 
IoT. 
 
2.3. Futuras implementaciones  
 
Para el proyecto se plantea varias implementaciones y en diferentes líneas: 
 
En la parte de servidor cumple con todas las funcionalidades esperadas de un 
proyecto de “Diseño de un objeto wireless inteligente” y por tanto no deja 
mucho margen de mejora, al menos que se use otra librería que implemente el 
protocolo CoAP.  
Pero para la parte de sensores se podría ampliar el estudio en dos puntos: 
 Como instalar el sensor para ser sensorizado y el lugar idóneo para 
instalarlo. 
 Como añadir nuevos sensores al servidor. 
 
En cambio en la parte de cliente se podría realizar con otros entornos de 
desarrollo o frameworks, como IONIC o Android Studio. Estos entornos son 
más óptimos para una aplicación móvil que no necesite ser de 3D. 
 
Otra futura implementación sería añadirle una base de datos y analizar esos 
datos para optimizar recursos energéticos o añadir seguridad en aquellos 
espacios que lo necesiten, hacer que el uso sobre esos recursos sea más 
inteligente. 
 
Concluir que he realizado un proyecto que se puede trasladar a gran escala me 
ha aportado mucho, ya que he tocado muchos ámbitos como la Electrónica con 
los sensores y la placa Arduino, Telemática con el protocolo CoAP y los viejos 
conocidos como HTTP y Programación en C# en Unity, C y C++ para Arduino.   
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Anexo A: Capturas del Wireshark 
 
En este anexo se complementará la información de las peticiones que hace el 
cliente al servidor. 
La siguiente imagen muestra la captura de la petición GET al recurso /light, 
marcado de color rojo. 
 
 
 
 
La otra captura es la respuesta que envía el servidor, son los datos solicitados 
al recurso light y están marcados en rojo. 
 
 
 
Y en las siguientes capturas son peticiones con la opción Observe habilitado. 
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Anexo B: Arduino MKR1000 
 
Especificaciones técnicas de la placa Arduino MKR1000 
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Esquema electrónico de la placa: 
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Anexo C: Código fuente del Endpoint 
 
 
#include <stdbool.h> 
#include <string.h> 
#include "coap.h" 
 
static char lightLed = '0'; 
 
const uint16_t rsplen = 500; 
static char rsp[500] = ""; 
void build_rsp(void); 
 
#include "Arduino.h" 
 
static int ledPin = 6; 
const uint16_t lowThreshold = 50; 
const uint16_t mediumThreshold = 100; 
const uint16_t highThreshold = 300; 
 
void endpoint_setup(void) 
{ 
    pinMode(ledPin, OUTPUT); 
    build_rsp(); 
} 
 
static const coap_endpoint_path_t path_well_known_core = { 2, { ".well-known", 
"core" } }; 
static int handle_get_well_known_core(coap_rw_buffer_t* scratch, const 
coap_packet_t* inpkt, coap_packet_t* outpkt, uint8_t id_hi, uint8_t id_lo) 
{ 
    return coap_make_response(scratch, outpkt, (const uint8_t*)rsp, strlen(rsp), 
id_hi, id_lo, &inpkt->tok, COAP_RSPCODE_CONTENT, 
COAP_CONTENTTYPE_APPLICATION_LINKFORMAT); 
} 
 
static const coap_endpoint_path_t path_led = { 1, { "led" } }; 
static int handle_get_led(coap_rw_buffer_t* scratch, const coap_packet_t* inpkt, 
coap_packet_t* outpkt, uint8_t id_hi, uint8_t id_lo) 
{ 
    return coap_make_response(scratch, outpkt, (const uint8_t*)&lightLed, 1, 
id_hi, id_lo, &inpkt->tok, COAP_RSPCODE_CONTENT, COAP_CONTENTTYPE_TEXT_PLAIN); 
} 
 
// PUT led 
static int handle_put_led(coap_rw_buffer_t* scratch, const coap_packet_t* inpkt, 
coap_packet_t* outpkt, uint8_t id_hi, uint8_t id_lo) 
{ 
 
    if (inpkt->payload.len == 0) 
    { 
        return coap_make_response(scratch, outpkt, NULL, 0, id_hi, id_lo, &inpkt-
>tok, COAP_RSPCODE_BAD_REQUEST, COAP_CONTENTTYPE_TEXT_PLAIN); 
    } 
    if (inpkt->payload.p[0] == '1') 
    { 
        lightLed = '1'; 
        digitalWrite(ledPin, HIGH); 
        return coap_make_response(scratch, outpkt, (const uint8_t*)&lightLed, 1, 
id_hi, id_lo, &inpkt->tok, COAP_RSPCODE_CHANGED, COAP_CONTENTTYPE_TEXT_PLAIN); 
    } 
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    else 
    { 
        lightLed = '0'; 
        digitalWrite(ledPin, LOW); 
        return coap_make_response(scratch, outpkt, (const uint8_t*)&lightLed, 1, 
id_hi, id_lo, &inpkt->tok, COAP_RSPCODE_CHANGED, COAP_CONTENTTYPE_TEXT_PLAIN); 
    } 
} 
 
// Temperature service Get method 
static const coap_endpoint_path_t path_temp = { 1, { "temperature" } }; 
static int handle_get_temp(coap_rw_buffer_t* scratch, const coap_packet_t* inpkt, 
coap_packet_t* outpkt, uint8_t id_hi, uint8_t id_lo) 
{ 
    int sensorValue = analogRead(A2); 
    float temperatureDegrees = (3.3 * sensorValue * 100.0) / 1023.0; 
    char charVal[10]; 
    int num2int = (int)temperatureDegrees; //Convert temperatureDegrees to int 
    sprintf(charVal, "%d.%d", num2int); 
    return coap_make_response(scratch, outpkt, (const uint8_t*)&charVal, 
strlen(charVal), id_hi, id_lo, &inpkt->tok, COAP_RSPCODE_CONTENT, 
COAP_CONTENTTYPE_TEXT_PLAIN); 
} 
 
// Brightness service get method 
static const coap_endpoint_path_t path_light = { 1, { "light" } }; 
static int handle_get_light(coap_rw_buffer_t* scratch, const coap_packet_t* 
inpkt, coap_packet_t* outpkt, uint8_t id_hi, uint8_t id_lo) 
{ 
 
    uint16_t sensorValue = resultBH1750(); 
    char charVal[10]; 
    sprintf(charVal, "%d", sensorValue); 
 
    return coap_make_response(scratch, outpkt, (const uint8_t*)&charVal, 
strlen(charVal), id_hi, id_lo, &inpkt->tok, COAP_RSPCODE_CONTENT, 
COAP_CONTENTTYPE_TEXT_PLAIN); 
} 
 
//Observe Option 
static const coap_endpoint_path_t path_observe = { 1, { "ObsLight" } }; 
static int handle_get_observe(coap_rw_buffer_t* scratch, const coap_packet_t* 
inpkt, coap_packet_t* outpkt, uint8_t id_hi, uint8_t id_lo) 
{ 
    uint16_t sensorValue = resultBH1750(); 
    char charVal[10]; 
    sprintf(charVal, "%d", sensorValue); 
    return coap_make_response(scratch, outpkt, (const uint8_t*)&charVal, 
strlen(charVal), id_hi, id_lo, &inpkt->tok, COAP_RSPCODE_CONTENT, 
COAP_CONTENTTYPE_TEXT_PLAIN); 
} 
 
// Declare CRUD method for the service path 
const coap_endpoint_t endpoints[] = { 
  {COAP_METHOD_GET, handle_get_well_known_core, &path_well_known_core, "ct=40"}, 
  {COAP_METHOD_GET, handle_get_led, &path_led, "ct=0"}, 
  {COAP_METHOD_GET, handle_get_temp, &path_temp, "ct=0"}, 
  {COAP_METHOD_GET, handle_get_light, &path_light, "ct=0"}, 
  {COAP_METHOD_GET, handle_get_light, &path_observe, "ct=0"}, 
  {COAP_METHOD_PUT, handle_put_led, &path_led, "ct=0"}, 
  {(coap_method_t)0, NULL, NULL, NULL} 
}; 
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void build_rsp(void) 
{ 
    uint16_t len = rsplen; 
    const coap_endpoint_t* ep = endpoints; 
    int i; 
 
    len--; // Null-terminated string 
 
    while (NULL != ep->handler) 
    { 
        if (NULL == ep->core_attr) 
        { 
            ep++; 
            continue; 
        } 
 
        if (0 < strlen(rsp)) 
        { 
            strncat(rsp, ",", len); 
            len--; 
        } 
 
        strncat(rsp, "<", len); 
        len--; 
 
        for (i = 0; i < ep->path->count; i++) 
        { 
            strncat(rsp, "/", len); 
            len--; 
 
            strncat(rsp, ep->path->elems[i], len); 
            len -= strlen(ep->path->elems[i]); 
        } 
 
        strncat(rsp, ">;", len); 
        len -= 2; 
 
        strncat(rsp, ep->core_attr, len); 
        len -= strlen(ep->core_attr); 
 
        ep++; 
    } 
} 
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Anexo D: Código fuente del Dropdown.cs 
 
 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
using UnityEngine.UI; 
 
 
public class dropDown : MonoBehaviour { 
    List<string> classes = new List<string>() { "Select Class", "016", "020", 
"021", "022"}; 
 
    [SerializeField] 
    private Text Label; 
    public Dropdown dropDown_ui; 
    public string selectedClass; 
    public string ip_add; 
     
 
    public void Dropdown_IndexChanged(int index) 
    { 
        selectedClass = classes[index]; 
 
        switch (selectedClass) 
        { 
            case "Select Class": 
                if (selectedClass == "Select Class") 
                { 
                    Label.text = "Please select a class"; 
                    DisableAllButtons(); 
                } 
                break; 
            case "016": 
                if (selectedClass == "016") { 
                    EnableAllButtons(); 
                    ip_add = "192.168.1.157"; // "192.168.0.18"; 
                } 
                print("selected class  in dropdown class is : " + selectedClass); 
                print("it's ip_add in dropdown class is : " + ip_add); 
                break; 
            case "020": 
                if (selectedClass == "020") 
                { 
                    Label.text = "Class 020 not available "; 
                    DisableAllButtons(); 
                } 
                break; 
            case "021": 
                if (selectedClass == "021") 
                { 
                    Label.text = "Class 021 not available "; 
                    DisableAllButtons(); 
                } 
                break; 
            case "022": 
                if (selectedClass == "022") 
                { 
                    Label.text = "Class 022 not available "; 
                    DisableAllButtons(); 
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                } 
                break; 
 
        } 
 
     } 
 
    // Use this for initialization 
    void Start() 
    { 
        //populate list at start-up 
        populateclasses(); 
    } 
 
    public void populateclasses() 
    { 
        //list of populateclases 
        dropDown_ui.AddOptions(classes); 
    } 
 
    private void DisableAllButtons() 
    { 
        GameObject[] objs = GameObject.FindGameObjectsWithTag("buttons"); 
 
        foreach (GameObject obj in objs) 
        { 
            //convert each GameObjectof obj to button and turn it false 
            obj.GetComponent<Button>().interactable = false; 
        } 
    } 
    public void EnableAllButtons() 
    { 
        print("hollllllaaaaaaaaaaaaaaaaa"); 
        GameObject[] objs = GameObject.FindGameObjectsWithTag("buttons"); 
 
        foreach (GameObject obj in objs) 
        { 
            //convert each GameObjectof obj to button and turn it true 
            obj.GetComponent<Button>().interactable = true; 
        } 
    } 
} 
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Anexo E: Código fuente del CoapManager.cs 
 
using System; 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
 
 
/// <summary> 
/// Class that stores the arguments of the Response Received event. 
/// </summary> 
public class ResponseReceivedEventArgs : EventArgs 
{ 
    public string Resource { get; set; } 
    public string Data { get; set; } 
} 
 
/// <summary> 
/// Class that manages the CoAP requests and responses. 
///  
/// This class calls the corresponding methods of the CoAP Android 
/// library. 
/// </summary> 
public class CoapManager : MonoBehaviour 
{ 
    /// <summary> 
    /// CoAP response received event handler. 
    /// </summary> 
    public event EventHandler<ResponseReceivedEventArgs> ResponseReceivedHandler; 
    //   private AndroidJavaObject playerActivityContext; 
    /// <summary> 
    /// The object that represents an Android class. 
    /// </summary> 
    private AndroidJavaObject coapClient; 
 
    /* Use this for initialization*/ 
    void Start () 
    { 
        try 
        { 
            coapClient = new 
AndroidJavaObject("icarus.edu.californiumunitylibrary.CoapClientManager"); 
        } 
        catch (NullReferenceException e) 
        { 
            Debug.Log(e.ToString()); 
        } 
    } 
    /// <summary> 
    /// Builds a correct CoAP URI for the specified server and resource. 
    /// </summary> 
    /// <param name="ip">The IP address of the CoAP server.</param> 
    /// <param name="resource">A name of a resource.</param> 
    /// <returns>The well-formed CoAP URI for the specified server and 
resource.</returns> 
     
    /// GetUri generates the petition url with the ip and resource name passed to 
it...e.g http//ip/resource 
    public string GetUri(string ip, string resource) 
    { 
        if (coapClient == null) 
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        { 
            print("NULLLLLLL"); 
        } 
        string res = coapClient.Call<string>("getUri", ip, resource); 
        return res; 
    } 
 
    /// <summary> 
    /// Sends a GET request to a specific server and resource. 
    /// </summary> 
    /// <param name="uri">A well-formed CoAP URI.</param> 
    public void DoGet(string uri) 
    { 
        coapClient.Call("doGet", uri); 
    } 
 
    /// <summary> 
    /// Sends a PUT request with the associated data 
    /// to a specific server and resource. 
    /// </summary> 
    /// <param name="uri">A well-formed CoAP URI.</param> 
    /// <param name="data">A new value associated to a resource.</param> 
    public void DoPut(string uri, string data) 
    { 
        coapClient.Call("doPut", uri, data); 
 
    } 
 
    /// <summary> 
    /// Gets a response from a CoAP request. 
    ///  
    /// This method is called automatically by the CoAP library each 
    /// time a request is responded. 
    /// </summary> 
    /// <param name="response">The CoAP response (resource/value).</param> 
    public void GetResponse(string response) 
    { 
        ResponseReceivedEventArgs args = new ResponseReceivedEventArgs(); 
 
        if (response != "Error") 
        { 
            string[] msg = response.Split('/'); 
 
            args.Resource = msg[0]; 
            args.Data = msg[1]; 
            OnResponseReceived(args); 
        } 
        else 
        { 
            args.Resource = "Error"; 
            args.Data = "Error"; 
            OnResponseReceived(args); 
        } 
    } 
 
    /// <summary> 
    /// This method handles the Response Received event. 
    /// </summary> 
    /// <param name="e">Arguments for this event call.</param> 
    protected virtual void OnResponseReceived(ResponseReceivedEventArgs e) 
    { 
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        EventHandler<ResponseReceivedEventArgs> handler = 
ResponseReceivedHandler; 
        if (handler != null) 
        { 
            handler(this, e); 
        } 
    } 
 
} 
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Anexo F: Código fuente del UiManager.cs 
 
using System; 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
using UnityEngine.UI; 
 
 
/// <summary> 
/// This class manages al the User Interface actions. 
/// <para> 
public class UiManager : MonoBehaviour { 
 
   // public const string IpAddress = "192.168.1.157"; 
 
    [SerializeField] 
    private CoapManager coapManager; 
 
    [SerializeField] 
    private Button[] buttons; 
 
    [SerializeField] 
    private Text label; 
    public Text msgStart; 
    public Text msgStop; 
    public dropDown sel_class; 
    public string ip_add; 
    public string resource; 
 
 
    // Use this for initialization 
    void Start() 
    { 
      coapManager.ResponseReceivedHandler += ResponseReceived; 
        msgStart.gameObject.SetActive(false); 
        msgStop.gameObject.SetActive(false); 
    } 
    
 
    public void OnLed() 
    { 
        print("Light ON"); 
        //  DisableAllButtons(); 
      //  label.gameObject.SetActive(true); 
        ChangeLedState("1"); 
    } 
 
    public void OffLed() 
    { 
        print("Light Off"); 
        //  DisableAllButtons(); 
     //   label.gameObject.SetActive(true); 
        ChangeLedState("0"); 
    } 
    public void tempSensor() 
    { 
      //  label.gameObject.SetActive(true); 
        ip_add = sel_class.ip_add; 
        string uri = coapManager.GetUri(ip_add, "temperature"); 
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        //DoGet to request  
        coapManager.DoGet(uri); 
    } 
    public void lightSensor() 
    { 
       // label.gameObject.SetActive(true); 
        ip_add = sel_class.ip_add; 
        string uri = coapManager.GetUri(ip_add, "light"); 
        Debug.Log(uri); 
        //DoGet to request  
        coapManager.DoGet(uri); 
    } 
 
    private void ChangeLedState(string state) 
    { 
        ip_add = sel_class.ip_add; 
        Debug.Log(" " + ip_add); 
        // print("the class name is:" + sel_class.selectedClass); 
        // print("the class ip_add is:" + sel_class.ip_add); 
 
        //uri is the returned petition url generated by 
        //public string GetUri(string ip, string resource) in the CoapManager.cs 
        string uri = coapManager.GetUri(ip_add, "led"); 
        print("the uri is:" + uri); 
 
        //DoPut to modifies the value of the state 
        coapManager.DoPut(uri, state); 
    } 
    public void StartObserve() 
    { 
         
        msgStart.gameObject.SetActive(true); 
        StartCoroutine("NotificationStart"); 
        StartCoroutine("ObserveSensor"); 
         
 
    } 
    IEnumerator ObserveSensor() 
    { 
        for (; ; ) 
        { 
            yield return new WaitForSeconds(60); 
            //coap 
            label.gameObject.SetActive(true); 
            ip_add = sel_class.ip_add; 
            string uri = coapManager.GetUri(ip_add, "ObsLight"); 
 
            Debug.Log(uri); 
            //DoGet to request  
            coapManager.DoGet(uri); 
        } 
    } 
    public void StopObserve() 
    { 
        msgStop.gameObject.SetActive(true); 
        StartCoroutine("NotificationStop"); 
        StopCoroutine("ObserveSensor"); 
         
       
    } 
    IEnumerator NotificationStart() 
    { 
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        for (; ; ) 
        { 
            yield return new WaitForSeconds(4); 
            msgStart.gameObject.SetActive(false); 
 
        } 
    } 
    IEnumerator NotificationStop() 
    { 
        for (; ; ) 
        { 
            yield return new WaitForSeconds(4); 
            msgStop.gameObject.SetActive(false); 
 
        } 
    } 
    IEnumerator LabelStop() 
    { 
        for (; ; ) 
        { 
            yield return new WaitForSeconds(5); 
            label.gameObject.SetActive(false); 
 
        } 
    } 
 
    public void ResponseReceived(object sender, ResponseReceivedEventArgs e) 
    { 
        EnableAllButtons(); 
        label.text = e.Resource + " : " + e.Data; 
        //to see the result in Android SDK Monitor 
        Debug.Log("La respuesta es: " + e.Resource + " : " + e.Data); 
 
        switch (e.Resource) 
        { 
            case "led": 
                if(e.Data == "1") 
                { 
              //  eventSensors.respuesta(e.Data); 
                e.Data = "ON"; 
                label.text = e.Resource + " : " + e.Data; 
                } 
                else if (e.Data == "0" && e.Resource == "led") 
                { 
                   // eventSensors.respuesta(e.Data); 
                    e.Data = "OFF"; 
                    Debug.Log("La respuesta es: " + e.Resource + " : " + e.Data); 
                    label.text = e.Resource + " : " + e.Data; 
                } 
                else if (e.Data == "Error") 
                { 
                    e.Data = "There as been an error in the response"; 
                    Debug.Log("La respuesta es: " + e.Resource + " : " + e.Data); 
                    label.text = e.Resource + " : " + e.Data; 
                } 
              //  StartCoroutine("LabelStop"); 
                break; 
            case "temperature": 
                // autoRes = e.Data; 
                var res = e.Data + " ºC"; 
                label.text = e.Resource + " : " + res; 
              //  StartCoroutine("LabelStop"); 
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                break; 
            case "light": 
                if (Int32.Parse(e.Data) > 100) 
                { 
                   // autoRes = e.Data; 
                    e.Data = "There's strong light in the class"; 
                    label.text = e.Resource + " : " + e.Data; 
Debug.Log("La intensidad de luz del sensor es: " + 
e.Resource + " : " + e.Data); 
                } 
else if ((Int32.Parse(e.Data) > 40) && (Int32.Parse(e.Data) 
< 100)) 
                { 
                    //autoRes = e.Data; 
                    e.Data = "Class light up"; 
                    label.text = e.Resource + " : " + e.Data; 
Debug.Log("La intensidad de luz del sensor es: " + 
e.Resource + " : " + e.Data); 
                } 
                else if (Int32.Parse(e.Data) > 5 && (Int32.Parse(e.Data) < 40)) 
                { 
                    //autoRes = e.Data; 
                    e.Data = "There's weak light in the class"; 
                    label.text = e.Resource + " : " + e.Data; 
Debug.Log("La intensidad de luz del sensor es: " + 
e.Resource + " : " + e.Data); 
                } 
                else if (Int32.Parse(e.Data) < 5) 
                { 
                    //autoRes = e.Data; 
                    e.Data = "There isn't light in the class"; 
                    label.text = e.Resource + " : " + e.Data; 
Debug.Log("La intensidad de luz del sensor es: " + 
e.Resource + " : " + e.Data); 
                } 
                else if (e.Data == "Error") 
                { 
                  //  autoRes = e.Data; 
                    e.Data = "There as been an error in the response"; 
 Debug.Log("La intensidad de luz del sensor es: " + 
e.Resource + " : " + e.Data); 
                    label.text = e.Resource + " : " + e.Data; 
                } 
               // StartCoroutine("LabelStop"); 
                break; 
            case "ObsLight": 
                if (Int32.Parse(e.Data) > 100) 
                { 
                    // autoRes = e.Data; 
                    e.Data = "There's strong light in the class"; 
                    label.text = e.Resource + " : " + e.Data; 
Debug.Log("La intensidad de luz del sensor es: " + 
e.Resource + " : " + e.Data); 
                } 
else if ((Int32.Parse(e.Data) > 40) && (Int32.Parse(e.Data) 
< 100)) 
                { 
                    //autoRes = e.Data; 
                    e.Data = "Class light up"; 
                    label.text = e.Resource + " : " + e.Data; 
Debug.Log("La intensidad de luz del sensor es: " + 
e.Resource + " : " + e.Data); 
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                } 
                else if (Int32.Parse(e.Data) > 5 && (Int32.Parse(e.Data) < 40)) 
                { 
                    //autoRes = e.Data; 
                    e.Data = "There's weak light in the class"; 
                    label.text = e.Resource + " : " + e.Data; 
Debug.Log("La intensidad de luz del sensor es: " + 
e.Resource + " : " + e.Data); 
                } 
                else if (Int32.Parse(e.Data) < 5) 
                { 
                    //autoRes = e.Data; 
                    e.Data = "There isn't light in the class"; 
                    label.text = e.Resource + " : " + e.Data; 
Debug.Log("La intensidad de luz del sensor es: " + 
e.Resource + " : " + e.Data); 
                } 
                else if (e.Data == "Error") 
                { 
                    //  autoRes = e.Data; 
                    e.Data = "There as been an error in the response"; 
Debug.Log("La intensidad de luz del sensor es: " + 
e.Resource + " : " + e.Data); 
                    label.text = e.Resource + " : " + e.Data; 
                } 
               // StartCoroutine("LabelStop"); 
                break; 
        } 
    } 
 
    private void DisableAllButtons() 
    { 
        foreach (Button b in buttons) 
        { 
            b.interactable = false; 
        } 
    } 
    private void EnableAllButtons() 
    { 
        foreach (Button b in buttons) 
        { 
            b.interactable = true; 
        } 
    } 
     
} 
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