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Abstrakt
Dne 10. prosince 2009 byla vyda´na prozatı´m nejnoveˇjsˇı´ verze technologie Java Servlet, jezˇ
nese oznacˇenı´ 3.0. Tato verze se od svy´ch prˇedchu˚dkynˇ lisˇı´, jelikozˇ sebou neprˇina´sˇı´ pouze
jednu cˇi dveˇ velke´ zmeˇny, ale hned neˇkolik zajı´mavy´ch novinek. Mezi takove´to novinky
naprˇı´klad patrˇı´ mozˇnost asynchronnı´ho zpracova´nı´ pozˇadavku˚, fragmentace souboru
web.xml, anotace pro definici servletu˚, filtru˚ a posluchacˇu˚ cˇi programoveˇ rˇı´zena´ autenti-
zace uzˇivatelu˚. Teˇmto novinka´m, respektive nejnoveˇjsˇı´ verzi servletu˚, je veˇnova´na prvnı´
cˇa´st te´to pra´ce. Druha´ cˇa´st se pak zaby´va´ na´vrhem a implementacı´ vlastnı´ho servletove´ho
kontejneru, ktery´ vyuzˇitı´ neˇkolika z teˇchto novinek umozˇnı´.
Klı´cˇova´ slova: servlet 3.0, servletovy´ kontejner, Pike, historie servletu˚, servletova´webova´
aplikace, JavaEE, java
Abstract
10 December 2009 was released the latest version of the Java Servlet technology, which
is called 3.0. This version differs from its predecessors, since it does not bring just one or
two big changes, but several innovations, such as the possibility of asynchronous request
processing, modularization of the web.xml file, annotations for servlet, filter and listener
definition, or programmatic user authentication. The first part of this thesis deals with
thesenew features andwith thenewest versionof the Java Servlet technology, respectively.
The second part is devoted to design and implementation of own simple servlet container,
which makes it possible to work with some of these innovations.
Keywords: servlet 3.0, servlet container, Pike, history of servlets, servlet web application,
JavaEE, java
Seznam pouzˇity´ch zkratek a symbolu˚
AJAX – Asynchronous JavaScript and XML
API – Application programming interface
ASP – Active Server Pages
CD – Compact Disc
CDC – Connected Device Configuration
CGI – Common Gateway Interface
CSS – Cascading Style Sheets
EJB – Enterprise JavaBeans
HTML – Hyper Text Markup Language
HTTP – Hypertext Transfer Protocol
HTTPS – Hypertext Transfer Protocol Secure
IDE – Integrated development environment
IoC – Inversion of control
ISAPI – Internet Server Application Programming Interface
JCP – Java Community Process
JDBC – Java Database Connectivity
JSF – JavaServer Faces
JSP – JavaServer Pages
JSR – Java Specification Request
MIME – Multipurpose Internet Mail Extensions
MVC – Model–View–Controller
MIDP – Mobile Information Device Profile
NSAPI – Netscape Server Application Programming Interface
PDF – Portable Document Format
RFC – Request for Comments
RUP – Rational Unified Process
SSJS – Server-side JavaScript
SSL – Secure Sockets Layer
TCK – Technology Compatibility Kit
TCP – Transmission Control Protocol
UML – Unified Modeling Language
URL – Uniform Resource Locator
VBScript – Visual Basic Scripting Edition
XML – Extensible Markup Language
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61 U´vod
Pokud vyvı´jı´te webove´ aplikace v Javeˇ, zcela jisteˇ jste uzˇ zaslechli slovo „servlet“. Java
Servlet technologie je, anizˇ bychom si to my, Java vy´voja´rˇi, mozˇna´ uveˇdomovali, jedna z
nejpouzˇı´vaneˇjsˇı´ch technologiı´ pro tvorbu webovy´ch aplikacı´ vu˚bec. Nicme´neˇ asi veˇtsˇina
z na´s neprogramuje servlety prˇı´mo, ale vyuzˇı´va´ neˇktery´ z frameworku˚, ktery´ nad servlety
stavı´ a programa´toru˚m umozˇnˇuje, co mozˇna´ nejpohodlneˇjsˇı´ tvorbu webovy´ch aplikacı´.
Mezi takove´to frameworkymu˚zˇeme naprˇı´klad zarˇadit Apache Struts, SpringWebMVC cˇi
Java Server Faces. Z teˇchto du˚vodu˚ jsemprˇesveˇdcˇen, zˇe porozumeˇt servletove´ technologii
mu˚zˇe kazˇde´ho Java vy´voja´rˇe jen obohatit a toto byla take´ jedna z hlavnı´ch prˇı´cˇin, procˇ
jsem si pro mou diplomovou pra´ci zvolil pra´veˇ servlety.
Jako kazˇda´ technologie se i servlety vyvı´jı´ a dnes jizˇ existuje jejich celkoveˇ osma´ verze s
oznacˇenı´m 3.0. Tato verze vysˇla teprve neda´vno (prˇesneˇ 10. 12. 2009) a prˇinesla celou rˇadu
zajı´mavy´ch novinek, jimzˇ je veˇnova´na cela´ trˇetı´ kapitola. Popis teˇchto novinek byl jednı´m
z hlavnı´ch u´kolu˚ te´to pra´ce. Dalsˇı´m posla´nı´m byl na´vrh a na´sledna´ realizace vlastnı´ho
jednoduche´ho servletove´ho kontejneru, ktery´ bude implementovat za´kladnı´ vlastnosti
servletove´ technologie vcˇetneˇ teˇch, ktere´ na´m prˇinesla verze 3.0. Tomuto kontejneru je
veˇnova´na cˇtvrta´ kapitola.
Aby tato pra´ce byla kompaktnı´, rozhodl jsem se druhou kapitolu veˇnovat za´kladu˚m
servletu˚. V te´to kapitole jsem se snazˇil vybrat to nejpodstatneˇjsˇı´, aby i cˇtena´rˇi neznalı´
servletu˚ byli po prˇecˇtenı´ te´to kapitoly schopni rˇı´ci, co to servlety jsou a jak si pomocı´ nich
naprogramovat jednoduchou webovou aplikaci. Inspiracı´ pro tuto kapitolu mi byly dveˇ
skveˇle´ knı´zˇky [1, 2], kde prˇedevsˇı´m [2] doporucˇuji k prˇecˇtenı´.
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Hlavı´m cı´lem te´to kapitoly je, pro snazsˇı´ pochopenı´ na´sledujı´cı´ch kapitol, vysveˇtlit princip
fungova´nı´ webovy´ch aplikacı´ a popsat za´klady servletu˚. Je jasne´, zˇe obsah te´to kapitoly je
urcˇen pouze pro ty, kterˇı´ doposud servlety neznajı´ a chteˇjı´ se je naucˇit. Pokud vsˇak servlety
jizˇ ovla´da´te, mu˚zˇete celou tuto kapitolu prˇeskocˇit a ihned zacˇı´t trˇetı´ kapitolou, ktera´
pojedna´va´ o novinka´ch, ktere´ na´m prˇinesla neda´vno vydana´, nejnoveˇjsˇı´ verze servletove´
specifikace.
Jisteˇ cha´pete, zˇe obsa´hnout v jedne´ kapitole vsˇe, co se ty´cˇe servletu˚, nenı´ mozˇne´, a
proto, pokud to se servlety myslı´te opravdu va´zˇneˇ, doporucˇuji k prˇecˇtenı´ skveˇlou knı´zˇku
[2], ktera´ servlety vyucˇuje netradicˇnı´, ale velmi cˇtivou formou. Tato publikace byla mou
hlavnı´ inspiracı´ prˇi psanı´ te´to kapitoly.
2.1 Webove´ aplikace
Textovy´mdokumentu˚m sHTML znacˇkami se rˇı´ka´ staticke´ webove´ stra´nky. Toto oznacˇenı´
je trefne´, nebot’kdykoliv o neˇ, webovy´ server, pozˇa´da´te, vzˇdy vypadajı´ a chovajı´ se u´plneˇ
stejneˇ. Typicky´m prˇı´kladem takove´to stra´nky je naprˇı´klad HTML specifikace na webu
konsorcia W3C1. Kdykoliv na tuto adresu prˇejdete, vzˇdy bude jejı´ obsah identicky´.
Staticke´ stra´nky tady s na´mi jsou jizˇ od pocˇa´tku˚ internetu a jejich nedostatek je zrˇejmy´.
Co kdybychom naprˇı´klad pozˇadovali, aby na´m stra´nka vypisovala aktua´lnı´ datum a
cˇas? Tento pozˇadavek jizˇ pomocı´ staticky´ch stra´nek nenı´ mozˇne´ splnit a tak musı´me
vyuzˇı´t neˇjake´ jine´ rˇesˇenı´. Tı´mto rˇesˇenı´m je generova´nı´ webovy´ch stra´nek azˇ na za´kladeˇ
uzˇivatelsky´ch pozˇadavku˚, tedy vytva´rˇet tzv. dynamicke´ stra´nky. Naprˇı´klad stra´nka, ktera´
vypisuje Va´sˇ emailovy´ u´cˇet, nutneˇ musı´ by´t dynamicka´, nebot’v prˇı´padeˇ, kdy by Va´m
vypisovala porˇa´d jedny a tenty´zˇ emaily byste s nı´ zrˇejmeˇ moc spokojeni nebyli. Pro
to, abychom byli schopni dynamicke´ stra´nky vytva´rˇet, na´m jizˇ nestacˇı´ pouhy´ webovy´
server, ale potrˇebujeme neˇjakou pomocnou aplikaci, ktera´ tento u´kol bude rˇesˇit za neˇj.
Takova´to pomocna´ aplikace jsou naprˇı´klad servlety, o ktery´ch bude rˇecˇ pozdeˇji. V te´to
chvı´li na´m stacˇı´ veˇdeˇt pouze to, zˇe kdykoliv klient pozˇa´da´ o dynamickou stra´nku, server
dany´ pozˇadavek neobslouzˇı´ sa´m, ale ihned ho prˇeda´ odpovı´dajı´cı´ pomocne´ aplikaci. Ta
na jeho za´kladeˇ neˇjaky´m zpu˚sobem vygeneruje odpoveˇd’, na´sledneˇ ji prˇeda´ webove´mu
serveru nazpa´tek, a ten ji pote´ odesˇle klientovi. Le´pe je tento proces patrny´ z obra´zku 1.
Drˇı´ve, nezˇ prˇisˇly na rˇadu servlety, usta´lilo se neˇkolik hojneˇ vyuzˇı´vany´ch technologiı´
pro tvorbu dynamicky´ch stra´nek (tedy pomocny´ch aplikacı´ webovy´ch serveru˚). Teˇmito
technologiemi se budou zaby´vat na´sledujı´cı´ podkapitoly, abyste pak byli schopni ocenit,
jake´ vy´hody oproti teˇmto technologiı´m servlety majı´.2.
1HTML specifikace je dostupna´ pod URL http://www.w3.org/TR/1999/REC-html401-19991224/.
2Jsou popsa´ny pouze technologie na straneˇ serveru. Klientsky´mi technologiemi, jako naprˇ. „JavaScrip-
tem“, Adobe „Flashem“ cˇi Java applety, se tato pra´ce nezaby´va´. Take´ nejsou popsa´ny ty technologie, ktere´
vznikly azˇ po servletech, a jenzˇ nejsou jejich pouhou nadstavbou. Prˇedevsˇı´m se jedna´ o technologii ASP.NET
od spolecˇnosti Microsoft. ASP.NET se mu˚zˇete naucˇit naprˇı´klad zde: http://www.asp.net/.
8KLIENT WEBOVÝ SERVER
POMOCNÁ 
APLIKACE
1 požadavek na
dynamickou stránku
4 vygenerovaná
statická stránka
2 požadavek na
dynamickou stránku
3 vygenerovaná
statická stránka
Obra´zek 1: Princip zpracova´nı´ pozˇadavku na dynamickou stra´nku
2.1.1 CGI
CGI byla jedna z prvnı´ch technologiı´ pro tvorbu dynamicky´ch webovy´ch stra´nek. Pa-
radoxneˇ nebyla pro tento u´cˇel pu˚vodneˇ stvorˇena, ale postupem cˇasu se pro dynamicke´
stra´nky zacˇala vyuzˇı´vat. CGI je vlastneˇ protokol, ktery´ specifikuje, jaky´m zpu˚sobem
bude server komunikovat s pomocny´mi aplikacemi. Pomocne´ aplikace zde jsou libo-
volne´ konzolove´ aplikace obvykle napsane´ v interpretovane´m jazyce Perl, ale mu˚zˇe by´t
vyuzˇito i jiny´ch platforem. Vzˇdy, kdyzˇ server prˇı´jme od klienta pozˇadavek, spustı´ novou
instanci odpovı´dajı´cı´ aplikace a na´sledneˇ jej pomocı´ vstupnı´ch parametru˚ (neˇkdy take´
standardnı´m vstupem cˇi promeˇnny´m prostrˇedı´m) vytvorˇene´ aplikaci prˇeda´. Ta na´sledneˇ
vygeneruje odpoveˇd’, prˇeda´ ji serveru pomocı´ standardnı´ho vy´stupu nazpa´tek a ten ji
zase odesˇle klientovi.
Z vy´sˇe uvedeny´ch informacı´ vyply´va´, zˇe CGI byla technologiı´ pru˚lomovou, ale meˇla
take´ celou rˇadu nedostatku˚ ty´kajı´cı´ch se prˇedevsˇı´m vy´konnosti (pro kazˇdy´ pozˇadavek se
vytva´rˇı´ novy´ proces) a zpu˚sobu prˇeda´va´nı´ pozˇadavku˚ konkre´tnı´m pomocny´m aplikacı´m.
2.1.2 FastCGI
Nedostatky CGI byly natolik problematicke´, zˇe netrvalo dlouho a vzniklo tzv. FastCGI.
Tato technologie rˇesˇila prˇedevsˇı´m sˇpatnou sˇka´lovatelnost vy´konu CGI skriptu˚, jak se
obvykle pomocny´m aplikacı´m prˇi pouzˇitı´ CGI rˇı´ka´. Zde se jizˇ u pozˇadavku˚ na stejny´ cı´l
nevytva´rˇı´ sta´le nove´ a nove´ procesy, ale je spusˇteˇn pouze jeden proces, ktery´ vsˇechny tyto
pozˇadavkyna´sledneˇ obsluhuje. Take´ data pozˇadavku˚ se jizˇ neprˇeda´vajı´ pomocı´ vstupnı´ch
parametru˚, ale se serverem je komunikova´no prˇes standardnı´ TCP rozhranı´.
2.1.3 mod perl
mod perl nenı´ nova´ technologie jako takova´ (cozˇ ostatneˇ nenı´ ani FastCGI), ale pouze
jedno z dalsˇı´ch vylepsˇenı´ CGI skriptu˚. mod perl je vlastneˇ programovy´ modul webove´ho
serveru Apache3, ktery´ zvysˇuje rychlost CGI skriptu˚ tı´m, zˇe nabı´zı´ jizˇ inicializovany´
interpret programovacı´ho jazyka Perl, ktery´ se tak jizˇ prˇi kazˇde´m pozˇadavku nemusı´
znovu nahra´vat (samozrˇejmeˇ, pokud je konkre´tnı´ CGI skript v „Perlu“ napsa´n). Krom
toho take´ programa´toru˚m nabı´zı´ bohate´ API webove´ho serveru Apache.
3Apache HTTP Server je zrˇejmeˇ nejzna´meˇjsˇı´ webovy´ server na sveˇteˇ. Sta´hnout si jej mu˚zˇete z te´to URL
adresy: http://httpd.apache.org/.
92.1.4 PHP
Troufa´m si tvrdit, zˇe mnoho programa´toru˚ webovy´ch aplikacı´ technologii mod perl ni-
kdy nepouzˇilo. Ovsˇem v prˇı´padeˇ PHP tomu bude zrˇejmeˇ naopak, i kdyzˇ je to platforma
technologii mod perl velmi podobna´. Vlastneˇ se da´ rˇı´ci, zˇe se lisˇı´ pouze syntaxı´ skripto-
vacı´ho jazyka (oproti „Perlu“ se pouzˇı´va´ vlastnı´ skriptovacı´ jazyk) a programovy´m API.
Vsˇe ostatnı´, jako interpretace skriptu˚ a jeden interpret pro vsˇechny pomocne´ aplikace,
zu˚stalo zachova´no.
Pra´veˇ ono programove´ API sta´lo za u´speˇchem PHP. Toto API totizˇ, jizˇ velmi brzo
po sve´m uvedenı´, obsahovalo mnoho funkcionalit, ktere´ programa´toru˚ ulehcˇovaly pra´ci.
Naprˇı´klad automatickou spra´vu formula´rˇovy´ch promeˇnny´ch, syntaxi pro pohodlne´ vkla´-
da´nı´ HTML, podporu komunikace s databa´zı´ a mnoho dalsˇı´ch.
Je ale nutne´ rˇı´ci, zˇe PHP technologie meˇla take´ sve´ nevy´hody. Ty se ty´kaly prˇedevsˇı´m
chybovosti API a bezpecˇnosti PHP skriptu˚.
2.1.5 NSAPI a ISAPI
Jelikozˇ je CGI standard, mu˚zˇe by´t implementova´no libovolny´m tvu˚rcem webove´ho ser-
veru. I dı´ky tomuto faktu se jizˇ brzy po sve´m uvedenı´ stalo velmi oblı´bene´. Nicme´neˇ i
prˇesto postupem cˇasu prˇisˇli jednotlivı´ vy´robci webovy´ch serveru˚ se svy´mi specializova-
ny´mi rˇesˇenı´mi, ktere´ ale vsˇechnymeˇly jednu nevy´hodu, fungovaly pouze na konkre´tnı´ch
webovy´ch serverech. Nejzna´meˇjsˇı´ z teˇchto rˇesˇenı´ byly NSAPI a ISAPI, cozˇ jsou progra-
move´ rozhranı´ od spolecˇnosti Netscape, respektiveMicrosoft, ktere´ dovolujı´ programa´to-
ru˚m naimplementovat vlastnı´ techniku pro obslouzˇenı´ pozˇadavku˚ na dynamicke´ stra´nky.
Vytvorˇena´ funkcionalita je vsˇak velice u´zce spjata´ s dany´m serverem, ale zase mu˚zˇe by´t
plneˇ vyuzˇito jeho nabı´zeny´ch mozˇnostı´.
2.1.6 SSJS a ASP
Jak Netscape, tak Microsoft, krom vy´sˇe uvedeny´ch serverovy´ch API, nabı´zeli programa´-
toru˚m dalsˇı´ techniku pro tvorbu dynamicky´ch stra´nek. Je to mozˇnost vkla´dat malinke´
kusy ko´du prˇı´mo do staticke´ho HTML, ktere´ je pak cˇteno a vykona´va´no specia´lnı´ logi-
kou. Ta kazˇdy´ ko´d nejprve spustı´, ten vygeneruje textovy´ vy´stup, jı´mzˇ je pak dany´ ko´d
nahrazen. Tohoto principu se vyuzˇı´va´ dodnes.
U SSJS se do textu s HTML znacˇkami vkla´da´ Javascript, u ASP to je veˇtsˇinou VBScript.
2.2 Za´klady Java Servlet technologie
Jizˇ z na´zvu te´to podkapitoly vyply´va´, zˇe popisuje za´klady servletu˚. K tomu, abyste se tyto
za´klady le´pe naucˇili, je vhodne´ si ze stra´nek JCP4 sta´hnout nejnoveˇjsˇı´ verzi servletove´
4Java Community Process (zalozˇeny´ roku 1998) je formalizovany´ proces, ktery´ vsˇem za´jemcu˚m dovoluje
podı´let se na vy´voji budoucı´ch specifikacı´ cele´ Java platformy. Specifikacemi naprˇı´klad jsou jizˇ zmı´neˇne´
servlety, da´le pak API pro zpracova´nı´ XML, EJB, CDC, MIDP, JSP, JDBC a mnoho dalsˇı´ch. Klı´cˇovy´m prvkem
jsou tzv. JSR dokumenty, ktere´ jednotlive´ specifikace obsahujı´. Tyto dokumenty se vytva´rˇejı´ pro kazˇdou verzi
dane´ technologie a tvorˇı´ je expertnı´ skupina, cozˇ je volena´ mnozˇina urcˇity´ch firem, poprˇı´padeˇ jednotlivcu˚.
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specifikace. Toto ucˇinı´te tak, zˇe prˇejdete na stra´nku pro JSR 3155, kliknete na hypertextovy´
odkaz s textem „Download“, budete souhlasit s licencı´ a na´sledneˇ sta´hnete vsˇechny trˇi
nabı´zene´ soubory. Prvnı´ soubor je samotny´ text specifikace ve formeˇ PDF dokumentu,
druhy´ a trˇetı´ jsouZIP archı´vy se „Servletovy´mAPI“ a jehodokumentacı´ ve formeˇ Javadoc,
kterou prˇi cˇtenı´ na´sledujı´cı´ch odstavcu˚ doporucˇuji mı´t otevrˇenou.
2.2.1 Prˇednosti servletu˚
Nezˇ pokrocˇı´me k za´kladu˚m servletu˚, je vhodne´ nastı´nit, jake´ vy´hody ma´ tato technologie
oproti vy´sˇe zmı´neˇny´m technika´m:
• Bezpecˇnost. Jelikozˇ nejsou servlety nic jine´ho nezˇ pouhe´ Java trˇı´dy, jsou spravova´ny
virtua´lnı´m strojem, ktery´ jim nedovolı´ prova´deˇt nic vı´c, nezˇ jejich jake´koliv beˇzˇne´
kolegyni. Naprˇı´klad u technologiı´ NSAPI/ISAPI byla bezpecˇnost na pomeˇrneˇ nı´zke´
u´rovni, jelikozˇ vesˇkera´ programa´tory doimplementovana´ logika beˇzˇela ve stejne´m
procesu jako server a takte´zˇ byla kompilova´na vu˚cˇi jeho dynamicky´m knihovna´m.
Z tohoto du˚vodu mohla jaka´koliv chyba „shodit“ cely´ server.
• Prˇenositelnost. Tato vy´hoda plyne jizˇ z pouhe´ povahy platformy Java a existence
servletu˚ jako standardu. Nejenom, zˇe Vasˇe webova´ aplikace bude prˇenositelna´ na
ru˚zne´ platformy podporujı´cı´ Javu, ale take´ ji budete moci nasadit na libovolny´
webovy´ server implementujı´cı´ servlety, tzv. „servletovy´ kontejner“. Toto u ru˚zny´ch
proprieta´rnı´ch rˇesˇenı´ mozˇne´ nenı´.
• Snadnost implementace. Jelikozˇ jsou servlety Java trˇı´dy, lze je velmi snadno a ele-
gantneˇ implementovat a navı´c mu˚zˇete vyuzˇı´t bohate´ API platformy Java.
• Vy´kon. Servlety mohou by´t velmi rychle´, nebot’nejsou interpretovane´, po iniciali-
zaci obvykle zu˚sta´vajı´ sta´le v pameˇti a kazˇdy´ servlet je vyuzˇit pro obsluhova´nı´ vsˇech
na´sledny´ch pozˇadavku˚ na konkre´tnı´ webovy´ zdroj. Nejsou zde vytva´rˇeny zˇa´dne´
dalsˇı´ procesy (dnes uzˇ ani vla´kna) a pokud je servlet spra´vneˇ naimplementova´n,
mu˚zˇe za kra´tky´ cˇasovy´ okamzˇik obslouzˇit mnoho uzˇivatelsky´ch pozˇadavku˚.
2.2.2 Nedostatky servletu˚
Jelikozˇ jsem uvedl prˇednosti servletu˚, je vhodne´ zmı´nit take´ jejich nedostatky:
• Pameˇt’ova´ na´rocˇnost. Poneˇvadzˇ jsou servlety drzˇeny v pameˇti, mu˚zˇe, prˇi jejich
opravdu velke´m pocˇtu nebo pameˇt’oveˇ na´rocˇny´ch instancˇnı´ch promeˇnny´ch, do-
jı´t webove´mu serveru operacˇnı´ pameˇt’. Toto je proble´m naprˇı´klad u klasicky´ch
Java hostingu˚, nebot’ty obvykle majı´ mensˇı´ pocˇet serveru˚ a velky´ pocˇet nahrany´ch
webovy´ch aplikacı´. Oproti tomu, u lepsˇı´ch poskytovatelu˚ s virtua´lnı´mi servery a
5Specifikace JSR 315 je dostupna´ na te´to URL adrese: http://jcp.org/aboutJava/communityprocess/final
/jsr315/index.html.
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virtualizovany´mi zdroji se tento proble´m stı´ra´. Take´ samotny´ servletovy´ kontejner
a jeho webove´ aplikace mohou by´t distribuova´ny prˇes vı´cero pocˇı´tacˇu˚.6
• Nepohodlne´ vytva´rˇenı´HTMLvy´stupu (obecneˇ jaky´chkoliv forma´tovany´chdat). Sa-
motne´ servlety nenabı´zejı´ zˇa´dnou mozˇnost, ktera´ by ulehcˇila generova´nı´ staticke´ho
obsahu. Tato funkcionalita se musı´ rˇesˇit azˇ ve vysˇsˇı´ch vrstva´ch, nebo specia´lnı´mi
aplikacemi, ktere´ automaticky vytva´rˇejı´ ko´d servletu˚.7
• Sˇpatna´ separace byznys logiky od uzˇivatelske´ho rozhranı´. Servlet technologie ne-
byla navrhova´na s mysˇlenkou oddeˇlenı´ logiky aplikace od jejı´ho rozhranı´ na mysli.
Pokud tento nedostatek programa´tor nerˇesˇı´ sa´m, nebo nevyuzˇı´va´ sluzˇeb neˇktere´ z
knihoven, servlet obvykle obsahuje mix HTML a vlastnı´ logiky.8
2.2.3 Co je to servlet?
Servlet je libovolna´ trˇı´da programovacı´ho jazyka Java, ktera´ implementuje rozhranı´Servlet
z balı´cˇku javax.servlet. Programovat servlety je tedy stejneˇ snadne´, jako implementovat
jake´koliv jine´ trˇı´dy, ktere´ rozsˇirˇujı´ a vyuzˇı´vajı´ neˇjake´ knihovnı´ API.
Kazˇdy´ servlet nahrazuje jednu vy´sˇe zmı´neˇnou pomocnou aplikaci, tedy slouzˇı´ k ob-
sluhova´nı´ vsˇech pozˇadavku˚ na konkre´tnı´ URL. Obsluha klientsky´ch pozˇadavku˚ je rea-
lizova´na metodou service(ServletRequest, ServletResponse) z rozhranı´ Servlet, ktera´ je pro
kazˇdy´ pozˇadavek automaticky vola´na. Tedy k tomu, abyste prˇijate´ pozˇadavky zpracovali,
musı´te tuto metodu nejprve implementovat. Obsluha veˇtsˇinou probı´ha´ tak, zˇe jsou, prˇes
obdrzˇeny´ objekt typu ServletRequest, nejprve nacˇtena data pozˇadavku a na´sledneˇ je na
za´kladeˇ teˇchto dat naplneˇn objekt typu ServletResponse, ktery´ zde reprezentuje odpoveˇd’
klientovi. Pote´, co je tato metoda vykona´na, je klientovi naplneˇny´ objekt automaticky
odesla´n nazpa´tek.
Jednotlive´ servlety tedy programujeme vu˚cˇi tzv. „Servlet API“, ktere´ je z velke´ cˇa´sti re-
prezentova´no balı´cˇky javax.servlet a javax.servlet.http. Balı´cˇek javax.servletdefinuje vsˇechny
za´kladnı´ rozhranı´ a trˇı´dy, ktere´ dohromady tvorˇı´ kostru servletove´ho API, a jenzˇ musı´me,
za u´cˇelem obsluhy pozˇadavku˚, nejprve rozsˇı´rˇit. Nasˇteˇstı´ toto pro servlety, ktere´ budeme
vyuzˇı´vat pro zpracova´nı´ pozˇadavku˚ protokolu HTTP, prova´deˇt jizˇ nemusı´me, jelikozˇ
servletove´ API toto rozsˇı´rˇenı´ prostrˇednictvı´m balı´cˇku javax.servlet.http jizˇ nabı´zı´. Imple-
mentace HTTP servletu˚ je tedy pohodlneˇjsˇı´, nebot’jizˇ naprˇı´klad nenı´ nutne´ prˇı´mo imple-
mentovat rozhranı´ Servlet, ale stacˇı´, kdyzˇ pro realizaci servletu˚ budeme rozsˇirˇovat trˇı´du
javax.servlet.HttpServlet, ktera´ pro obsluhu jednotlivy´ch typu˚ HTTP pozˇadavku˚ definuje
6Naprˇı´klad v technologii ASP.NET nejsou jednotlive´ „Web Forms“, ktere´, na te´to platformeˇ, mu˚zˇeme
cha´pat jako takove´ servlety, vu˚bec v pameˇti drzˇeny, ny´brzˇ se prˇi kazˇde´m pozˇadavku znovu vytva´rˇejı´,
respektive jejich instance.
7Tento proble´m naprˇı´klad rˇesˇı´ tzv. JSP stra´nky, ktere´ do Java sveˇta prˇina´sˇejı´ koncept SSJS, respektive
ASP technologiı´. Pokud JSP technologii doposud nezna´te, mu˚zˇete se podı´vat prˇı´mo do specifikace, ktera´ je
dostupna´ v ra´mci JSR 245 pod touto URL: http://jcp.org/en/jsr/detail?id=245.
8Naprˇı´klad technologie ASP.NET jizˇ od svy´ch pocˇa´tku˚ tento proble´m rˇesˇila a vy´sledkem je tzv. „Code-
Behind“ koncept, o ktere´m se vı´ce mu˚zˇete dozveˇdeˇt zde: http://en.wikipedia.org/wiki/ASP.NET#Code-
behind model.
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samostatne´ metody. Tedy, pokud naprˇı´klad chceme, aby byl na´sˇ servlet schopen reagovat
na GET a POST pozˇadavky, jednodusˇe prˇekryjeme metody doGet(HttpServletRequest, Htt-
pServletResponse) a doPost(HttpServletRequest, HttpServletResponse). Jisteˇ jste si take´ vsˇimli,
zˇe tyto metody jizˇ neprˇijı´majı´ pouhe´ ServletRequest a ServletResponse objekty, ale objekty
trˇı´d HttpServletRequest a HttpServletResponse, cozˇ jsou jejich HTTP kolegyneˇ, ktere´ je roz-
sˇirˇujı´ o mnoho, HTTP protokolu, specificky´ch funkcionalit. Kdykoliv je tedy prˇijat GET
cˇi POST pozˇadavek, je zavola´na metoda doGet, respektive doPost.
Vevy´pisu1mu˚zˇete videˇt implementaci jednoduche´hoHTTPservletu, ktery´ navsˇechny
GET a POST pozˇadavky odpovı´ HTML stra´nkou s textem „Hello World!“. Tento servlet
tedy rozsˇirˇuje trˇı´du HttpServlet a prˇekry´va´ metody doGet a doPost, jejichzˇ implementace
jsou naprosto identicke´, jelikozˇ zde nepotrˇebujeme mezi GET a POST pozˇadavky nijak
rozlisˇovat. Prvnı´m prˇı´kazem je pomocı´ metody setContentType(String) nastaven MIME
typ odpoveˇdi (zde je MIME typ nastaven na text/html, jelikozˇ odesı´la´me HTML stra´nku)
a na´sledneˇ je pomocı´ objektuHttpServletResponse zı´ska´n PrintWriter, pomocı´ neˇhozˇ je pak
zapsa´n pozˇadovany´ HTML dokument.
public class HelloWorldServlet extends HttpServlet {
protected void processRequest(HttpServletRequest request, HttpServletResponse response)
throws ServletException, IOException {
response.setContentType(”text/html;charset=UTF−8”);
PrintWriter out = response.getWriter();
try {
out. println ( ”<html><head>”);
out. println ( ”< title>Hello World!</title></head>”);
out. println ( ”</head><body>”);
out. println ( ”<h1>Hello World!</h1>”);
out. println ( ”</body></html>”);
} finally {
out.close() ;
}
}
@Override
protected void doGet(HttpServletRequest request, HttpServletResponse response)
throws ServletException, IOException {
processRequest(request, response);
}
@Override
protected void doPost(HttpServletRequest request, HttpServletResponse response)
throws ServletException, IOException {
processRequest(request, response);
}
}
Vy´pis 1: Jednoduchy´ HTTP servlet
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2.2.4 Servletovy´ kontejner
Z rozhranı´ javax.servlet.Servlet je zrˇejme´, zˇe servlety oproti klasicky´m Java aplikacı´m ne-
majı´ zˇa´dnou metodu main(String[]). Oni vlastneˇ zˇa´dnou takovouto metodu nepotrˇebujı´,
jelikozˇ nejsou spousˇteˇny uzˇivatelem, ale neˇcˇı´m, co se nazy´va´ „servletovy´ kontejner“.
Specifikace rˇı´ka´, zˇe servletovy´ kontejner je cˇa´stwebove´ho serveru, ktery´ implementuje
Servlet API a ctı´ servletovou specifikaci. Jeho hlavnı´ funkce jsou tedy na´sledujı´cı´:
• Podpora komunikace. K realizaci webovy´ch aplikacı´ na´m stacˇı´ zna´t pouhe´ Servlet
API a na´sledneˇ s jeho pomocı´ realizovat pozˇadovanou byznys logiku. Vsˇe ostatnı´
zarˇı´dı´ webovy´ server a servletovy´ kontejner, na ktere´m budou nasˇe aplikace na-
hra´ny.
• Spra´va zˇivotnı´ho cyklu servletu˚. Rozhranı´ Servlet specifikuje celkem trˇi metody,
ktere´ reprezentujı´ zˇivotnı´ cyklus servletu˚. O vola´nı´ teˇchto metod, a tedy o spra´vu
zˇivotnı´ho cyklu, se stara´ servletovy´ kontejner. Zˇivotnı´ cyklus servletu˚ je podrobneˇji
popsa´n v na´sledujı´cı´ podkapitole.
• Simulta´nnı´ obsluha pozˇadavku˚. Pro kazˇdy´ servlet je vytvorˇena pouze jedna in-
stance, ktera´ je pak vyuzˇita pro obsluhu vsˇech pozˇadavku˚, ktere´ jsou pro ni urcˇeny.
Aby tedy bylo mozˇne´ obslouzˇit vı´ce nezˇ jeden pozˇadavek najednou, je pro kazˇdy´
noveˇ prˇı´chozı´ pozˇadavek vytvorˇeno nove´ vla´kno, ktery´m je pak na´sledneˇ vola´na
metoda service nad danou instancı´ servletu. Mu˚zˇe se tedy sta´t, zˇe je metoda service
v libovolnou dobu vykona´va´na mnoha vla´kny, jelikozˇ byl dany´ servlet v danou
chvı´li pozˇadova´n mnoha klienty najednou.
Prˇi vyuzˇitı´ servletove´ho kontejneru obsluha, jednoho HTTP klientske´ho pozˇadavku
na konkre´tnı´ servlet, probı´ha´ zhruba tı´mto zpu˚sobem:
1. Uzˇivatel (obvykle pomocı´ webove´ho prohlı´zˇecˇe) zasˇle webove´mu serveru HTTP
pozˇadavek.
2. Webovy´ server tento pozˇadavek prˇeda´ servletove´mu kontejneru.
3. Servletovy´ kontejner zjistı´, zˇe je pozˇadavek urcˇen servletu, a tak vytvorˇı´ dva objekty:
HttpServletRequest a HttpServletResponse. Prvnı´ objekt je objektova´ reprezentace prˇi-
jate´ho HTTP pozˇadavku, druhy´ slouzˇı´ ke generova´nı´ HTTP odpoveˇdi.
4. Servletovy´ kontejner zı´ska´ referenci na dany´ servlet a v prˇı´padeˇ, zˇe doposud zˇa´dna´
jeho instance neexistuje, bude vytvorˇena.
5. Servletovy´ kontejner spustı´ nove´ vla´kno, ktere´mu na´sledneˇ prˇeda´ vytvorˇene´ dva
objekty a uchovanou referenci na pozˇadovany´ servlet.
6. Vytvorˇene´ vla´kno vola´ metodu service (ta, dle typu pozˇadavku, zase vola´ neˇkterou
z doXXXmetod. Naprˇı´klad doGet.) nad prˇijaty´m servletem. Metodeˇ service jsou jako
parametry prˇeda´ny obdrzˇene´ HttpServletRequest a HttpServletResponse objekty.
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7. Ve vola´ne´ doXXX metodeˇ je vygenerova´na odpoveˇd’, ktera´ je na´sledneˇ zapsa´na do
prˇijate´ho HttpServletResponse objektu.
8. Metoda doXXX koncˇı´ a tak koncˇı´ i vytvorˇene´ vla´kno.
9. Servletovy´ kontejner transformuje naplneˇny´ HttpServletResponse objekt do surove´
HTTP odpoveˇdi, kterou na´sledneˇ prˇeda´ webove´mu serveru.
10. Webovy´ server zasˇle vygenerovanou HTTP odpoveˇd’ zpeˇt klientovi.
2.2.5 Zˇivotnı´ cyklus servletu˚
Kazˇdy´ servlet beˇhemsve´ existenceprojdeneˇkolika stavy, ktere´ definujı´ jeho zˇivotnı´ cyklus.
Do jednotlivy´ch stavu˚ se dostane tak, zˇe je na neˇm servletovy´m kontejnerem zavola´na
jedna ze trˇı´ specificky´ch metod, ktere´ jsou definova´ny v rozhranı´ javax.servlet.Servlet. Jsou
to metody init(ServletConfig), service(ServletRequest, ServletResponse) a destroy().
Na obra´zku 2 je zobrazen stavovy´ diagram, na ktere´m mu˚zˇete videˇt vsˇechny stavy,
jimizˇ kazˇdy´ servlet postupem cˇasu projde. Z diagramu vyply´va´, zˇe prvnı´m stavem kazˇ-
de´ho servletu je stav neinicializova´n. V tomto stavu se servlety nacha´zejı´ proto, zˇe doposud
na jejich instancı´ch nebyla zavola´na metoda init. K tomu, aby mohla by´t tato metoda vy-
kona´na, musı´ servletovy´ kontejner nejprve nahra´t bytecode servletovy´ch trˇı´d do pameˇti
a na´sledneˇ vytvorˇit jejich instance. Kdy se tento proces odehra´va´, za´lezˇı´ na dane´ imple-
mentaci servletove´m kontejneru, nebot’ specifikace toto nijak nenarˇizuje. Typicky jsou
instance vytva´rˇeny bud’vsˇechny na zacˇa´tku (tj. prˇi startu servletove´ho kontejneru), nebo
jednotliveˇ azˇ prˇi prvnı´ch klientsky´ch pozˇadavcı´ch. Metoda init je vola´na pouze jednou a
slouzˇı´ k provedenı´ vsˇech jednora´zovy´ch aktivit, ktere´ je pro dany´ servlet nutne´ prove´st,
jako naprˇı´klad vytvorˇit spojenı´ k databa´zi apod. Dalsˇı´m du˚lezˇity´m faktem je, zˇe dokud
nenı´ nad servlety tato metoda zavola´na (nebo probeˇhne s chybou), nejsou servlety bra´ny
jako pouzˇitelne´, a tudı´zˇ na neˇ nenı´ smeˇrˇova´n zˇa´dny´ klientsky´ pozˇadavek. Jakmile je vsˇak
init vykona´na, servlet prˇejde do stavu inicializova´n a v tu chvı´li mu˚zˇe zacˇı´t obsluhovat
pozˇadavky klientu˚, respektive servletovy´ kontejner na neˇm mu˚zˇe volat metodu service.
Poslednı´ stav, ve ktere´m se servlet mu˚zˇe nacha´zet, je stav odebra´n. Do tohoto stavu servlet
prˇejde, jakmile je na neˇm vykona´na metoda destroy. Tato metoda, stejneˇ jako metoda init,
je vola´na pouze jednou a jejı´ vykona´nı´ znacˇı´, zˇe byl servlet deaktivova´n a jizˇ na neˇho
nebudou smeˇrˇova´ny zˇa´dne´ dalsˇı´ pozˇadavky. Obvykle je tato metoda vola´na v okamzˇiku
ukoncˇova´nı´ servletove´ho kontejneru.
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2.2.6 Struktura webove´ aplikace
Servlety se na servletovy´ kontejner nenahra´vajı´ samostatneˇ, ale v ra´mci cely´ch webo-
vy´ch aplikacı´. Webove´ aplikace nejsou nic jine´ho, nezˇ kolekce ru˚zny´ch typu˚ souboru˚ od
servletu˚, prˇes obra´zky azˇ po staticke´ HTML stra´nky.
Jelikozˇ jsou vsˇak webove´ aplikace kolekcemi vı´cero souboru˚, musı´me mı´t mozˇnost
rˇı´ci, co je a co nenı´ servlet a by´t schopni jednotlivy´m souboru˚m prˇirˇadit konkre´tnı´ URL.
Z teˇchto du˚vodu, servletova´ specifikace stanovuje urcˇita´ pravidla, ktera´ musı´me prˇi vy-
tva´rˇenı´ servletovy´ch webovy´ch aplikacı´ dodrzˇet:
• Vsˇechny soubory webove´ aplikace musı´ by´t obsazˇeny v jedne´ jedine´ slozˇce (tzv.
hlavnı´ slozˇce).
• Hlavnı´ slozˇka musı´ obsahovat slozˇkuWEB-INF.
• Ve WEB-INF se musı´ nacha´zet XML soubor s na´zvem web.xml (tzv. „deployment
descriptor“). Tento soubor slouzˇı´ k prˇirˇazenı´ URL pro jednotlive´ servlety a je mu
veˇnova´na na´sledujı´cı´ podkapitola.
• Vsˇechen Java ko´d (vcˇetneˇ servletu˚) musı´ by´t obsazˇen ve slozˇce classes, kterou mu-
sı´me vytvorˇit veWEB-INF.
• Pokud vyuzˇı´va´me JAR soubory, musı´me je ulozˇit do slozˇky lib, ktera´ se takte´zˇ musı´
nacha´zet ve slozˇceWEB-INF.
• Vsˇechny ostatnı´ soubory mohou by´t umı´steˇny kdekoliv v hlavnı´ slozˇce.
K vy´sˇe zmı´neˇny´m pravidlu˚m da´le platı´:
• Vsˇem souboru˚m, ktere´ umı´stı´me mimo slozˇkuWEB-INF, bude prˇideˇleno konkre´tnı´
URL, pod ktery´m bude zverˇejneˇn jejich obsah. Typicky se zde ukla´dajı´ vesˇkere´
staticke´ HTML stra´nky, kaska´dove´ styly, obra´zky, videa a vu˚bec vsˇe, co chceme, aby
bylo uzˇivatelu˚m verˇejneˇ dostupne´. V zˇa´dne´m prˇı´padeˇ zde neumist’ujeme jake´koliv
citlive´ informace typu hesla k u´cˇtu˚m, bankovnı´ spojenı´ apod. URL k souboru˚m jsou
vytvorˇeny tak, zˇe se zrˇeteˇzı´ URL hlavnı´ slozˇky (to je pevneˇ da´no typem a aktua´lnı´
konfiguracı´ servletove´ho kontejneru) a relativnı´ cesta k dany´m souboru˚m.
• Slozˇka WEB-INF a vesˇkere´ soubory v nı´ obsazˇene´ jsou chra´neˇny servletovy´m kon-
tejnerem, respektive nevede k nim zˇa´dne´ URL. Jelikozˇ jsou v te´to slozˇce umı´steˇny
take´ servlety, slozˇka navı´c obsahuje soubor web.xml, pomocı´ neˇjzˇ lze jednotlivy´m
servletu˚m prˇirˇadit na´mi zvolene´ URL.
• Vesˇkere´ Java trˇı´dy a JAR soubory obsazˇene´ ve WEB-INF slozˇce jsou nahra´va´ny
jednı´m „ClassLoaderem“. V servletech tedy mu˚zˇeme vyuzˇı´vat libovolny´ ko´d, ktery´
jsme do te´to slozˇky umı´stili.
Vsˇechny tyto pravidla musı´me dodrzˇet z jednoho proste´ho du˚vodu, kazˇdy´ servle-
tovy´ kontejner vy´sˇe zmı´neˇnou strukturu webovy´ch aplikacı´ prˇedpokla´da´ a vı´, jak s nı´
zacha´zet. Pokud bychom ji nedodrzˇeli, zrˇejmeˇ by se nasˇe aplikace nechovala ocˇeka´vany´m
zpu˚sobem anebo by nefungovala vu˚bec.
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2.2.7 Deployment descriptor
Jizˇ vı´me, zˇe deployment descriptor je XML soubor, pomocı´ neˇjzˇ prˇirˇazujeme URL k jednot-
livy´m servletu˚m. Mozˇnosti tohoto souboru jsou ovsˇem daleko veˇtsˇı´, nebot’je to centra´lnı´
konfiguracˇnı´ prvekkazˇde´ servletove´webove´ aplikace.Navı´c z jehoXMLpovahyvyply´va´,
zˇe konfigurace probı´ha´ jednoduchy´m deklarativnı´m zpu˚sobem.
Pomocı´ deployment descriptorumu˚zˇeme (krom jiny´ch) nastavit tyto polozˇky:
• Deklarovat, ktere´ trˇı´dy ve slozˇce WEB-INF ma´ servletovy´ kontejner cha´pat jako
servlety (tyto trˇı´dy musı´ samozrˇejmeˇ implementovat rozhranı´ javax.servlet.Servlet).
• Prˇirˇazovat URL jednotlivy´m servletu˚m.
• Stanovit, zda se majı´ konkre´tnı´ servlety nahra´vat jizˇ prˇi startu servletove´ho kontej-
neru, nebo azˇ prˇi prvnı´m pozˇadavku, jako je to obvykle´.
• Specifikovat vstupnı´ parametry jednotlivy´ch servletu˚ (hodnoty teˇchto parametru˚
pak mohou by´t nacˇteny pomocı´ Servlet API).
• Definovat tzv. „filtry“, o ktery´ch se letmo zminˇuji v na´sledujı´cı´ podkapitole, jenzˇ je
veˇnova´na popisu hlavnı´ch cˇa´stı´ servletove´ho API.
• Specifikovat posluchacˇe pro ru˚zne´ typy uda´lostı´. Naprˇı´klad pro zjisˇteˇnı´, zˇe je nasˇe
aplikace aktua´lneˇ startova´na servletovy´m kontejnerem. Neˇktere´ typy posluchacˇu˚
takte´zˇ popisuji v na´sledujı´cı´ podkapitole.
• Stanovit chybove´ stra´nky pro situace, kdy vykona´vanı´ jednotlivy´ch pozˇadavku˚
skoncˇı´ s chybou. Namı´sto chyby je uzˇivatelu˚m vra´cen obsah teˇchto stra´nek.
• Deklarovat ru˚zna´ bezpecˇnostnı´ omezenı´. Naprˇı´klad kdo jaky´ servlet mu˚zˇe vyuzˇı´t,
zda musı´ by´t komunikace sˇifrova´na atp.
• Nastavit parametry pro HTTP relace.
Syntaxe deployment descriptoru je definova´na pomocı´ XML sche´matu, ktere´ je po-
psa´no jak v servletove´ specifikaci, tak dostupne´ samostatneˇ prostrˇednictvı´m JSR 315 na
stra´nka´ch JCP. Na vy´pisu 2 mu˚zˇete videˇt uka´zkovy´ deployment descriptor (pro webovou
aplikaci s na´zvem „webapp1“), ktery´ specifikuje dva servlety, prˇeda´va´ jim inicializacˇnı´
parametry a mapuje je na dane´ URL.
<?xml version=”1.0” encoding=”UTF−8”?>
<web−app version=”2.5” xmlns=”http://java.sun.com/xml/ns/javaee” xmlns:xsi=”http://www.w3.org
/2001/XMLSchema−instance” xsi:schemaLocation=”http://java.sun.com/xml/ns/javaee http://
java.sun.com/xml/ns/javaee/web−app 2 5.xsd”>
<display−name>webapp1</display−name>
<servlet>
<servlet−name>HelloWorldServlet1</servlet−name>
<servlet−class>HelloWorldServlet1</servlet−class>
< init−param>
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<param−name>WorldName</param−name>
<param−value>Earth</param−value>
</ init−param>
</servlet>
<servlet>
<servlet−name>HelloWorldServlet2</servlet−name>
<servlet−class>HelloWorldServlet2</servlet−class>
< init−param>
<param−name>GreetingType</param−name>
<param−value>Hello</param−value>
</ init−param>
< init−param>
<param−name>WorldName</param−name>
<param−value>Mars</param−value>
</ init−param>
</servlet>
<servlet−mapping>
<servlet−name>HelloWorldServlet1</servlet−name>
<url−pattern>/HelloWorldServlet1</url−pattern>
</servlet−mapping>
<servlet−mapping>
<servlet−name>HelloWorldServlet2</servlet−name>
<url−pattern>/HelloWorldServlet2</url−pattern>
</servlet−mapping>
</web−app>
Vy´pis 2: Uka´zka deployment descriptoru
2.2.8 Servlet API
Servlet API je beˇzˇne´ Java API, ktere´ definuje vsˇechny potrˇebne´ rozhranı´ a trˇı´dy nutne´ k
implementaci servletovy´ch webovy´ch aplikacı´. Toto API implementuje kazˇdy´ servletovy´
kontejner, tedy prˇi jeho vyuzˇitı´ nemu˚zˇe docha´zet k chyba´m typu ClassNotFoundException
a podobny´m. Pro to, abyste jej ve Vasˇich trˇı´da´ch mohli pouzˇı´t, musı´te si ze stra´nek JCP
v ra´mci JSR 315 nejprve sta´hnout JAR soubor s jeho referencˇnı´ implementacı´ a Javadoc.
Implementace jsou take´ dostupne´ v ra´mci jednotlivy´chdistribucı´ servletovy´chkontejneru˚.
Jak jsem jizˇ zminˇoval, kostru tohoto API tvorˇı´ dva Java balı´cˇky, a to javax.servlet a
javax.servlet.http. U´cˇel jejich hlavnı´ch trˇı´d popisuji v na´sledujı´cı´ch odstavcı´ch.
2.2.8.1 Typy Servlet, GenericServlet a HttpServlet Aby se libovolna´ Java trˇı´da pro-
meˇnila v servlet, a bylo s nı´ servletovy´m kontejnerem takto zacha´zeno, musı´ nejprve
implementovat rozhranı´ Servlet. Toto rozhranı´ lze realizovat bud’ prˇı´mo, nebo neprˇı´mo
rozsˇı´rˇenı´m trˇı´d, ktere´ rozhranı´ Servlet jizˇ implementujı´. Servlet API takove´to trˇı´dy nabı´zı´
dveˇ, a to javax.servlet.GenericServlet, ktera´ je urcˇena pro vytva´rˇenı´ obecny´ch servletu˚, a
javax.servlet.http.HttpServlet pro servlety komunikujı´cı´ prostrˇednictvı´m HTTP.
Rozhranı´ Servlet definuje za´kladnı´ funkcionalitu servletu˚, tedy inicializaci, obsluhu
klientsky´ch pozˇadavku˚ a destrukci. Abstraktnı´ trˇı´da GenericServlet toto rozhranı´ imple-
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mentuje a ponecha´va´ pouze jedinou abstraktnı´ metodu, a to metodu service. Navı´c take´
realizuje rozhranı´ javax.servlet.ServletConfig, o ktere´m bude rˇecˇ pozdeˇji.
Pokud jsou ale implementova´ny HTTP servlety, je nejlepsˇı´ volbou abstraktnı´ trˇı´da
HttpServlet, ktera´ GenericServlet rozsˇirˇuje o jizˇ zmı´neˇne´ doXXX metody. Jejı´ hlavnı´ funkcı´
je tedy implementacemetody service, ktera´ pouze otestuje typ prˇijate´hoHTTP pozˇadavku
a na jeho za´kladeˇ na´sledneˇ zavola´ jednu z metod doXXX, naprˇı´klad doGet. Prˇi pouzˇitı´
HttpServlet tedy stacˇı´, aby se prˇekryla jedna z teˇchto metod a na´sledneˇ se v nı´ realizovala
pozˇadovana´ byznys logika.
2.2.8.2 Rozhranı´ ServletConfig a ServletContext Pokud se podı´va´te do dokumen-
tace, mu˚zˇete videˇt, zˇe inicializacˇnı´ metoda servletu˚ prˇijı´ma´ objekt typu ServletConfig.
Prˇes tento objekt se servlety mohou dostat ke svy´m inicializacˇnı´m parametru˚m, ktere´
lze deklarativnı´m zpu˚sobem specifikovat v deployment descriptoru, a k objektu typu
ServletContext.
Pokud rozhranı´ Servlet implementujete prˇı´mo, musı´te si objekt ServletConfig uchovat,
protozˇe jste jej nuceni vracet metodou getServletConfig(), ktera´ je v rozhranı´ Servlet takte´zˇ
definova´na. Avsˇak pokud pouze rozsˇirˇujete GenericServlet (poprˇı´padeˇ HttpServlet), toto
uchova´nı´ jizˇ prova´deˇt nemusı´te, jelikozˇ GenericServlet tento u´kol realizuje za Va´s a na-
vı´c, pro elegantneˇjsˇı´ prˇı´stup k inicializacˇnı´m parametru˚m, rozhranı´ ServletConfig prˇı´mo
implementuje, kde v jednotlivy´ch metoda´ch jen vola´ odpovı´dajı´cı´ metody na obdrzˇene´m
ServletConfig objektu.
Objekt typu ServletContext je velmi du˚lezˇity´m spolecˇnı´kem kazˇde´ho servletu, poneˇ-
vadzˇ jsou servlety prˇes neˇj schopny komunikovat se servletovy´m kontejnerem a zı´ska´vat
tak ru˚zne´ kontextove´ informace. Kontextove´ z toho du˚vodu, zˇe je pro kazˇdou webovou
aplikaci vytvorˇena pouze jedna instance tohoto typu, ktera´ pak slouzˇı´ jako jaka´si jejı´
reprezentace.
Prˇes rozhranı´ ServletContext lze zı´skat/nastavit naprˇı´klad tyto informace:
• Inicializacˇnı´ parametry definovane´ pro celou webovou aplikaci.
• Cˇa´st URL, ktera´ byla servletovy´mkontejneremprowebovou aplikaci pevneˇ zvolena
(typicky je to na´zev hlavnı´ slozˇky).
• Atributy, ktere´ jsou dostupne´ vsˇem servletu˚m webove´ aplikace (atributem mu˚zˇe
by´t libovolny´ objekt).
• Objekt typu javax.servlet.RequestDispatcher, pomocı´ ktere´homu˚zˇeme generova´nı´ od-
poveˇdi prˇenechat jine´mu servletu, poprˇı´padeˇ vlozˇit vy´stup jine´ho servletu do ak-
tua´lneˇ generovane´ odpoveˇdi.
• Obsah libovolne´ho souboru webove´ aplikace.
• Absolutnı´ cestu k dane´mu zdroji webove´ aplikace.
• Logovat libovolnou zpra´vu.
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2.2.8.3 Rozhranı´ ServletRequest, HttpServletRequest, ServletResponse aHttpSer-
vletResponse Jizˇ z na´zvu˚ teˇchto rozhranı´ vyply´va´, k jake´mu u´cˇelu slouzˇı´. Objekty im-
plementujı´cı´ rozhranı´ javax.servlet.ServletRequest, respektive javax.servlet.http.HttpServlet-
Request jsou servlety prˇijı´ma´ny v metodeˇ service jako reprezentanti klientsky´ch pozˇa-
davku˚. Servlet z nich mu˚zˇe nacˇı´st naprˇı´klad MIME typ pozˇadavku, jeho velikost, ko´-
dova´nı´, obsah, parametry, pouzˇity´ protokol a v neposlednı´ rˇadeˇ take´ IP adresu a port
klienta. Prˇes rozhranı´ HttpServletRequest lze navı´c zı´skat cookie, na´zvy a obsah jednot-
livy´ch HTTP hlavicˇek, pouzˇitou HTTP metodu, specificke´ cˇa´sti URL a objekt typu ja-
vax.servlet.http.HttpSession, ktery´ reprezentuje HTTP relace.
Oproti tomu objekty typu javax.servlet.ServletResponse cˇi javax.servlet.http.HttpServlet-
Response jsou servlety metodou service prˇijı´ma´ny z toho du˚vodu, aby pomocı´ nich mohl
servlet zapsat svou odpoveˇd’ klientovi. Hlavnı´ funkcionalitou teˇchto objektu˚ je nastavit
jednak typ odpoveˇdi a jejı´ ko´dova´nı´, tak zı´skatOutputStream (poprˇı´padeˇ PrintWriter), po-
mocı´ neˇhozˇ je pozˇadovana´ odpoveˇd’ zapisova´na. Mozˇnosti rozhranı´ HttpServletResponse
jsou o neˇco veˇtsˇı´, kde da´le mu˚zˇeme nastavit naprˇı´klad cookie data, HTTP hlavicˇky a
cˇı´selny´ ko´d HTTP odpoveˇdi. Take´ je mozˇne´ vyuzˇı´t pomocny´ch metod pro zasla´nı´ chybo-
vy´ch zpra´v, poprˇı´padeˇ pro prˇesmeˇrova´nı´ klienta na jinou URL.
2.2.8.4 Trˇı´dy ServletInputStream a ServletOutputStream Abstraktnı´ trˇı´da javax.ser-
vlet.ServletInputStream slouzˇı´ k nacˇtenı´ dat z klientske´ho pozˇadavku a lze ji zı´skat za-
vola´nı´m metody getInputStream() na objektech typu ServletRequest. Tato trˇı´da rozsˇirˇuje
java.io.InputStream o metodu readLine(byte[], int, int), ktera´ nacˇte jeden rˇa´dek ze vstupu,
tedy vsˇechny dostupne´ data po znak nove´ho rˇa´dku.
Objekty typu javax.servlet.ServletOutputStream vracı´ metoda getOutputStream() v roz-
hranı´ ServletResponse. Tyto objekty vyuzˇı´va´me pro zası´la´nı´ libovolny´ch dat konkre´tnı´m
klientu˚m. ServletOutputStream deˇdı´ od java.io.OutputStream a rozsˇirˇuje jej o mnozˇinu me-
tod print() a println(), pomocı´ nichzˇ je mozˇne´ zaslat jak vsˇechny primitivnı´ datove´ typy,
tak take´ rˇeteˇzce.
2.2.8.5 Rozhranı´ HttpSession javax.servlet.http.HttpSession objekty mu˚zˇete zı´skat vo-
la´nı´m metody getSession() na typech HttpServletRequest. Servletova´ specifikace teˇmito
objekty realizuje paradigma HTTP relacı´, tzn., zˇe pro kazˇde´ho klienta Vasˇı´ webove´ apli-
kace je vytvorˇen pra´veˇ jeden takovy´to objekt, ktery´ jej identifikuje. Alfou a omegou teˇchto
objektu˚ je, zˇe si do nich servlety mohou ukla´dat libovolna´ data a tak naprˇı´klad realizovat
prˇihlasˇova´nı´, na´kupnı´ kosˇı´k atp. Do relacı´ je vhodne´ ukla´dat serializovatelne´ objekty,
nebot’by v prˇı´padeˇ velky´ch dat a mnoha klientu˚ nemusela serveru stacˇit pameˇt’.
HTTP relace jsou specifikova´ny v dokumentu RFC 2109 a noveˇji take´ v RFC 2965.
2.2.8.6 Rozhranı´ Filter, FilterChain a FilterConfig Rozhranı´ javax.servlet.Filter defi-
nuje tzv. „filtry“, ktere´, stejneˇ jako servlety, mu˚zˇeme vyuzˇı´t ke zpracova´nı´ klientsky´ch
pozˇadavku˚ a generova´nı´ odpoveˇdı´. Hlavnı´m rozdı´lem je, zˇe toto zpracova´nı´ je prova´-
deˇno jesˇteˇ prˇedtı´m, nezˇ se dane´ pozˇadavky k servletu˚m vu˚bec dostanou, nebo pote´, co
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Obra´zek 3: Princip zpracova´va´nı´ pozˇadavku˚ s vyuzˇitı´m filtru˚
je servlety vygenerova´na odpoveˇd’, ktera´ ale doposud nebyla odesla´na odpovı´dajı´cı´m
klientu˚m.
Filtry jsou tedy vyuzˇı´va´ny k zachycenı´ klientsky´ch pozˇadavku˚ a servletovy´ch odpo-
veˇdı´. Jejich definici prova´dı´me v deployment descriptoru, kdy ke kazˇde´mu servletumu˚zˇeme
definovat jejich libovolny´ pocˇet. Hlavnı´ vy´hodou filtru˚ je, zˇe, anizˇ bychom museli dane´
servlety prˇeprogramovat, mu˚zˇeme k nim prˇidat novou funkcionalitu.
Naprˇı´klad testova´nı´, zda jsou uzˇivatele´ prˇihla´sˇeni, bychom pomocı´ filtru˚ mohli reali-
zovat takto:
1. Vytvorˇı´me implementaci rozhranı´ Filter, ktera´ si z prˇijate´ho pozˇadavku zı´ska´ ob-
jekt HttpSession a v neˇm otestuje danou logickou promeˇnnou, ktera´ vyjadrˇuje
stav prˇihla´sˇenı´ dane´ho uzˇivatele. Pokud je hodnota pravda, filtr na´sledneˇ za-
vola´ metodu doFilter(ServletRequest, ServletResponse) na obdrzˇene´m objektu typu
javax.servlet.FilterChain, ktera´ zpu˚sobı´ to, zˇe je dany´ pozˇadavek da´le prˇeda´n od-
povı´dajı´cı´mu servletu (instance rozhranı´ FilterChain je servletovy´m kontejnerem
vytva´rˇena pro kazˇdy´ seznam filtru˚ dane´ho servletu a je kazˇde´mu filtru prˇeda´na
v metodeˇ doFilter, ktera´ je obdobou metody service u servletu˚. Filtry jsou pomocı´
tohoto objektu schopni rˇı´dit, zda se pozˇadavek cˇi odpoveˇd’ prˇeda´ dalsˇı´mu prvku
v seznamu.). Pokud vsˇak uzˇivatel prˇihla´sˇen nenı´, pozˇadavek se servletu neprˇeda´,
ny´brzˇ je uzˇivateli vra´cena webova´ stra´nka s prˇihlasˇovacı´m formula´rˇem, kterou
obsluhuje servlet, jenzˇ v aplikaci realizuje prˇihlasˇova´nı´, a tedy nastavuje danou
logickou promeˇnnou.
2. V deployment descriptoru filtr deklarujeme pro kazˇdy´ servlet, jehozˇ pouzˇitı´ je dovo-
leno pouze prˇihla´sˇeny´m uzˇivatelu˚m.
Na obra´zku 3mu˚zˇete videˇt cestu pozˇadavku a odpoveˇdi, jenzˇ patrˇı´ servletu, pro ktery´
byly definova´ny dva filtry.
2.2.8.7 Rozhranı´ ServletContextListener, ServletContextAttributeListener Pomocı´
teˇchto rozhranı´ je mozˇne´ reagovat na uda´losti ty´kajı´cı´ se konkre´tnı´ho ServletContext ob-
jektu. Lze reagovat na inicializaci cˇi ukoncˇova´nı´ dane´ webove´ aplikace, respektive na
zmeˇny atributu˚.
Implementace teˇchto rozhranı´ musı´ programa´tor deklarovat v deployment descriptoru
pomocı´ XML elementu listener, ve ktere´m je nutno zadat plneˇ kvalifikovany´ na´zev imple-
mentacˇnı´ trˇı´dy.
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2.2.8.8 Rozhranı´ ServletRequestListener, ServletRequestAttributeListener Imple-
mentacemi teˇchto rozhranı´ je programa´tor schopen reagovat na vsˇechny prˇı´chozı´ a od-
chozı´ pozˇadavky pro danou webovou aplikaci a na ru˚zne´ zmeˇny v atributech dane´ho
pozˇadavku.
Implementace teˇchto rozhranı´ musı´ by´t takte´zˇ deklarova´ny v deployment descriptoru.
2.2.8.9 Rozhranı´ HttpSessionListener, HttpSessionAttributeListener, HttpSession-
BindingListener, HttpSessionActivationListener Pomocı´ rozhranı´ javax.servlet.http.
HttpSessionListener, respektive javax.servlet.http.HttpSessionAttributeListener lze reagovat
na uda´losti ty´kajı´cı´ se vytva´rˇenı´ a rusˇenı´ HTTP relacı´, respektive zmeˇn atributu˚ dane´
relace. Realizace teˇchto rozhranı´ musı´me uve´st v deployment descriptoru.
Rozhranı´ javax.servlet.http.HttpSessionBindingListener a javax.servlet.http.HttpSessionAc-
tivationListener musı´ implementovat jednotlive´ atributy, ktere´ chteˇjı´ by´t notifikova´ny, zˇe
relace, ve ktere´ jsou ulozˇeny, bude aktivova´na nebo deaktivova´na nebo zˇe byly z dane´
relace programa´tory odebra´ny.
2.2.9 Nahra´va´nı´ webove´ aplikace na servletovy´ kontejner
Servletova´ specifikace nijak nenarˇizuje, jaky´m zpu˚sobem musı´ by´t webove´ aplikace na
konkre´tnı´ servletove´ kontejnery nahra´va´ny. Pouze stanovuje to, jakou strukturu (viz pod-
kapitola 2.2.6) musı´ kazˇda´ webova´ aplikace mı´t a narˇizuje, zˇe kazˇdy´ servletovy´ kontejner
je nucen ji prˇijı´mat. Doposud jsem vsˇak nezmı´nil, zˇe webove´ aplikace mu˚zˇeme take´ za-
balit do ZIP archı´vu s koncovkou war, kde i tato forma musı´ by´t servletovy´mi kontejnery
akceptova´na.
Veˇtsˇina servletovy´ch kontejneru˚ proces nahra´va´nı´ realizuje prosty´m prˇekopı´rova´nı´m
dane´ slozˇky s webovou aplikacı´ do specificke´ slozˇky ve sve´ distribuci. Obvykle je tato
slozˇka pojmenova´na „webapps“, cozˇ cˇesky znamena´ „webove´ aplikace“. Tedy k tomu,
abychom svou aplikaci na servletovy´ kontejner nahra´li, na´m jednodusˇe stacˇı´ zkopı´rovat
slozˇku s nasˇı´ aplikacı´ do slozˇky „webapps“ v kontejneru.
2.2.10 Uka´zkova´ servletova´ webova´ aplikace
Pro uka´zku servletu˚ v praxi jsem naprogramoval jednoduchou servletovou webovou
aplikaci, ktera´ realizuje prˇihlasˇova´nı´ uzˇivatelu˚ a jejich domovskou stra´nku. Podrobny´
popis te´to aplikace je uveden v prˇı´loze A.
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3 Novinky ve specifikaci Java Servlet 3.0
V prˇı´loze B je sepsa´na kra´tka´ historie servletu˚ a umı´steˇn soupis nejveˇtsˇı´ch zmeˇn v jed-
notlivy´ch verzı´ch servletove´ specifikace do verze 3.0. Pokud se na tyto zmeˇny podı´va´te,
zjistı´te, zˇe teˇch hlavnı´ch nebylo v jednotlivy´ch verzı´ch nikdymoc, cozˇ se ovsˇem s verzı´ 3.0
zmeˇnilo, nebot’ta na´m prˇinesla rˇadu novinek, ktere´ mohou by´t pro programa´tory velmi
uzˇitecˇne´. Jelikozˇ jsou servlety klı´cˇovou technologiı´ JavaEE, ne na´hodou se na internetu,
jizˇ od vyda´nı´ verˇejne´ho na´vrhu na fina´lnı´ verzi specifikace, ktery´ vysˇel zhruba rok prˇed
nı´, objevilo mnoho diskusı´, ktere´ jednotlive´ novinky (neˇkdy i velmi divoce) probı´raly
a cˇas od cˇasu take´ kriticky hodnotily9. Prˇeva´zˇneˇ vlastnost ty´kajı´cı´ se automaticke´ kon-
figurace webovy´ch frameworku˚ (pomocı´ modularizace deployment descriptoru, anotacı´ a
programove´ definice servletu˚, filtru˚ a posluchacˇu˚), ktere´ pouzˇijeme pro realizaci nasˇich
servletovy´ch webovy´ch aplikacı´, nebyla prˇijı´ma´na zrovna vrˇele. Avsˇak jizˇ v na´sledujı´cı´
pracovnı´ verzi (jenzˇ vysˇla pu˚l roku po verˇejne´m na´vrhu), byly vsˇechny hlavnı´ nedostatky
vyrˇesˇeny10.
V prˇedesˇle´ kapitole, ktera´ pojedna´va´ o principech servletu˚, jsem za´meˇrneˇ nevyuzˇil
a nepopisoval zˇa´dnou vlastnost nove´ specifikace, jelikozˇ vsˇechny hlavnı´ novinky, ktera´
verze 3.0 obsahuje, podrobneˇji popisuji azˇ v na´sledujı´cı´ch podkapitola´ch, kde kazˇda´
podkapitola je veˇnova´na jedne´ konkre´tnı´ novince.
Informace o jednotlivy´ch novinka´ch jsem zı´skal jak ze samotne´ servletove´ specifikace,
tak naprˇı´klad z [3, 4].
3.1 Podpora asynchronnı´ho zpracova´nı´ klientsky´ch pozˇadavku˚
Jedna z nejveˇtsˇı´ch novinek poslednı´ verze servletu˚ je zcela jisteˇ mozˇnost zpracovat uzˇi-
vatelske´ pozˇadavky asynchronneˇ. Avsˇak je nutne´ rˇı´ci, zˇe tuto vlastnost vyuzˇijı´ prˇeva´zˇneˇ
vy´voja´rˇi frameworku˚, jelikozˇ pro samotne´ programa´tory webovy´ch aplikacı´ neprˇina´sˇı´
zˇa´dnou prˇidanou hodnotu. Tato novinka vznikla hlavneˇ pro u´cˇely zlepsˇenı´ kvality slu-
zˇeb servletovy´ch kontejneru˚ prˇi pouzˇitı´ AJAX aplikacı´ nebo obecneˇ libovolny´ch zdroju˚,
na jejichzˇ odpoveˇdi musı´ dana´ webova´ aplikace dlouho cˇekat. Takove´to zdroje mohou
by´t naprˇı´klad pomale´ webove´ sluzˇby. Abych ale byl schopen vysveˇtlit princip, jaky´m
je lepsˇı´ kvalita sluzˇeb, pomocı´ asynchronnı´ho zpracova´nı´ pozˇadavku˚, docı´lena, je trˇeba
take´ popsat zpu˚sob, jaky´m soucˇasne´ servletove´ kontejnery (respektive webove´ servery)
zpracova´vajı´ pozˇadavky klientu˚.
3.1.1 Pro kazˇde´ spojenı´ jedno vla´kno
Azˇ doneda´vna byl nejcˇasteˇjsˇı´ zpu˚sob takovy´, zˇe pro kazˇde´ nove´ HTTP spojenı´, kontejner
bud’vytvorˇil nove´, nebozı´skal zpooluvolne´, vla´kno, ktere´muna´sledneˇ dal na starost nove´
spojenı´ obsluhovat. Tedy kolik HTTP pozˇadavku˚ bylo v dany´ okamzˇik zpracova´vany´ch,
tolik cˇinny´ch vla´ken (pro obsluhu pozˇadavku˚) server aktua´lneˇ obsahoval.
9Takovouto diskusi lze nale´zt naprˇı´klad zde: http://www.infoq.com/news/2008/12/servlet3 debate.
10Viz URL http://blogs.webtide.com/gregw/entry/servlet 3 0 proposed final.
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Du˚vod, procˇ veˇtsˇina modernı´ch webovy´ch serveru˚ tento zpu˚sob jizˇ nevyuzˇı´va´, jsou
prˇedevsˇı´m HTTP 1.1 keep-alive spojenı´. Dnesˇnı´ prohlı´zˇecˇe totizˇ HTTP (respektive TCP)
spojenı´ po kazˇde´ HTTP odpoveˇdi neuzavı´rajı´, ale drzˇı´ jej otevrˇene´ pro u´cˇely na´sledny´ch
pozˇadavku˚ na tenty´zˇ webovy´ server. Vla´kno tedy mu˚zˇe by´t jednı´m spojenı´m blokova´no
velmi dlouho. A to i v prˇı´padeˇ, zˇe je necˇinne´, jelikozˇ klient aktua´lneˇ nezası´la´ zˇa´dne´
nove´ pozˇadavky. Pokud navı´c server vyuzˇı´va´ pool vla´ken, nebo jizˇ nenı´ schopen vytvorˇit
vla´kna nove´, mohou by´t, vlivem blokace aktua´lnı´ch vla´ken a tedy nedostatku vla´ken
volny´ch, odmı´tnuty pozˇadavky ostatnı´ch klientu˚.
3.1.2 Co pozˇadavek to vla´kno
Modernı´ webove´ servery, vy´sˇe zmı´neˇny´, proble´m rˇesˇı´ pomocı´ asynchronnı´ho API pro
pra´ci se „sokety“. Toto API tedy poskytuje takove´ operace, ktere´ neblokujı´ volajı´cı´ho.
Lze se naprˇı´klad jen dota´zat, zda dany´ „soket“ na´hodou neobsahuje neˇjake´ nove´ data.
Tı´mto zpu˚sobem je tedy server schopen vsˇechny spojenı´ obsluhovat jednı´m vla´knem, a
azˇ v prˇı´padeˇ novy´ch dat (naprˇı´klad HTTP pozˇadavku), zı´skat z poolu dalsˇı´ vla´kno, ktere´
na´sledneˇ data zpracuje. Jakmile jsou data zpracova´na, je vla´kno ihned vra´ceno do poolu
nazpa´tek a je tak dostupne´ pro zpracova´nı´ dalsˇı´ch u´daju˚. Vla´kna jizˇ tedy nejsou vytva´rˇena
pro kazˇde´ nove´ spojenı´, ale pro kazˇdy´ novy´ pozˇadavek. Tedy i v prˇı´padeˇ, zˇe je spojenı´ po
dlouhou dobu otevrˇene´ a za´rovenˇ necˇinne´, nenı´ jı´m zˇa´dne´ vla´kno blokova´no. Server je
tak schopen, jen velmi ma´lo vla´kny, obslouzˇit mnohona´sobneˇ vysˇsˇı´ pocˇet uzˇivatelu˚11.
Ovsˇem s prˇı´chodem Web 2.0 aplikacı´, respektive s XMLHttpRequest objektem, ma´ i
tento prˇı´stup nedostatky. Web 2.0 aplikace totizˇ obvykle generujı´ mnoho pozˇadavku˚, na
ktere´ server musı´ uvolnˇovat stejny´ pocˇet vla´ken. Jelikozˇ je vsˇak pocˇet vla´ken omezen
(servery vesmeˇs vyuzˇı´vajı´ pool vla´ken s maxima´lnı´ kapacitou), mu˚zˇe se sta´t, zˇe pomocı´
nich nebude mozˇne´ vsˇechny pozˇadavky obslouzˇit. Je tedy nutne´, aby kazˇdy´ pozˇadavek
byl obslouzˇen v co nejkratsˇı´ dobeˇ, respektive, aby vla´kno, ktere´ je serverempouzˇı´va´no pro
obsluhu pozˇadavku˚, bylo ihned opeˇt v poolu. Bohuzˇel AJAX pozˇadavky veˇtsˇinou kra´tke´
nejsou, nebot’mnohdy vyuzˇı´vajı´ ru˚zne´ webove´ sluzˇby, databa´zi cˇi cˇekajı´ na asynchronnı´
uda´lost12. Dosta´va´me se takkprˇı´cˇineˇ potrˇeby asynchronnı´ho zpracova´nı´ pozˇadavku˚, tedy
k potrˇebeˇ, aby pozˇadavky mohly by´t zpracova´ny asynchronneˇ na aplikacˇnı´ch vla´knech,
a aby vla´kna, ktera´ kontejner vyuzˇı´va´ ke zpracova´nı´ pozˇadavku˚, nebyla po delsˇı´ dobu
blokova´na.
11O tomto faktu se mu˚zˇete prˇesveˇdcˇit naprˇı´klad z URL http://www.jboss.org/netty/performance.html.
12Cˇeka´nı´ na asynchronnı´ uda´losti je typicke´ prˇi vyuzˇitı´ comet principu˚, respektive server push technologie.
Server push technologie znamena´, zˇe nejenom klient, ale take´ server je schopen zacˇı´t HTTP komunikaci, tedy
zaslat klientovi data, bez toho, aby je klient explicitneˇ pozˇadoval. Nicme´neˇ HTTP protokol je synchronnı´, a
tak se vyuzˇı´va´ tzv. „long-polling“ techniky, ktera´ v tomto synchronnı´m prostrˇedı´ implementuje asynchronnı´
prˇenos. Technika long-polling nenı´ nic jine´ho, nezˇ otevrˇene´ spojenı´ na server, na ktere´m byl zasla´n pozˇadavek
pro reakci na urcˇitou uda´lost. Klı´cˇove´ je, zˇe odpoveˇd’, na tento pozˇadavek, nenı´ serverem zasla´na ihned, ale
azˇ na za´kladeˇ vy´skytu konkre´tnı´ uda´losti. Jakmile je odpoveˇd’klientem obdrzˇena, hned v za´peˇtı´ je na server
odesla´n dalsˇı´ pozˇadavek, aby byl klient schopen reagovat take´ na dalsˇı´ vy´skyt te´to uda´losti. Takhle se to
opakuje porˇa´d dokola. Zde mu˚zˇete videˇt, zˇe zpracova´nı´ pozˇadavku˚, prˇi vyuzˇitı´ long-polling techniky, mu˚zˇe
trvat velmi dlouho a je tedy potrˇeba, aby nebylo blokova´no serverove´ vla´kno.
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3.1.3 API pro asynchronnı´ zpracova´nı´ pozˇadavku˚
Jelikozˇ Servlet 3.0 technologie byla vyda´na azˇ 10. prosince 2009, kdy jizˇ samozrˇejmeˇ
existovalo spoustu Web 2.0 aplikacı´, jednotlivı´ vy´robci servletovy´ch kontejneru˚ realizo-
vali asynchronnı´ zpracova´nı´ pozˇadavku˚ vlastnı´mi silami. Mozˇna´ zna´te trˇı´dy jako Conti-
nuation, CometProcessor, AbstractAsyncServlet cˇi CometEngine. Kazˇda´ z teˇchto trˇı´d je totizˇ
proprieta´rnı´ implementacı´ asynchronnı´ho zpracova´nı´ pozˇadavku˚.
Nicme´neˇ dnes jizˇ servlety asynchronnı´ zpracova´nı´ pozˇadavku˚ podporujı´, proto po-
stupneˇ vsˇichni vy´robci prˇecha´zejı´ na toto standardizovane´ API. Jen pro zajı´mavost, take´
API na klientske´ straneˇ bude, s prˇı´chodem HTML 513 a tzv. Web Sockets14, standardizo-
va´no. Tedy comet princip bude postupneˇ nahrazen novou technologiı´.
A ted’ jizˇ k samotne´mu API. Jeho alfou a omegou je nove´ rozhranı´ javax.servlet.Async
Context a metoda startAsync() v ServletRequest rozhranı´. Da´le je to prˇı´znak asyncSupported,
ktery´, v prˇı´padeˇ, zˇe chceme asynchronnı´ API vyuzˇı´t, musı´ by´t pro dany´ servlet (poprˇı´padeˇ
filtr) nastavennahodnotu true. Lze jej nastavit jak v deployment descriptoru, takprogramoveˇ
nebo anotacemi. Programova´ registrace a anotace jsou probra´ny pozdeˇji.
Kdykoliv pozˇadujete, aby byl pozˇadavek zpracova´n asynchronneˇ, musı´te v metodeˇ
service (respektive doXXXmetoda´ch) zavolatmetodu startAsyncna prˇijate´m ServletRequest
objektu. Tato metoda Va´m vra´tı´ implementaci rozhranı´ AsyncContext, prˇes ktere´ je asyn-
chronnı´ zpracova´va´nı´ rˇı´zeno, a lze ji v jednom asynchronnı´m cyklu (tj. dobeˇ, kdy je
metoda service vykona´va´na) volat pouze jednou. Asynchronnı´ch cyklu˚ totizˇ mu˚zˇe by´t,
pro jeden pozˇadavek, vı´ce. Pozdeˇji tento fakt vysveˇtlı´m.
A v cˇem asynchronnı´ zpracova´nı´ vu˚bec spocˇı´va´? V prˇı´padeˇ kontejneru to je velmi
jednoduche´. Prˇi tradicˇnı´m zpracova´nı´ pozˇadavku˚ je, po skoncˇenı´ metody service, odpo-
veˇd’ ihned odesla´na klientovi a pozˇadavek je kontejnerem bra´n jako zpracovany´. Ovsˇem
v prˇı´padeˇ asynchronnı´ho zpracova´nı´ (tj. zavola´nı´ metody startAsync v aktua´lnı´m asyn-
chronnı´m cyklu), odpoveˇd’, ani po ukoncˇenı´ metody service, klientovi odesla´na nenı´. Toto
je vsˇe, o co se, prˇi asynchronnı´m zpracova´nı´, stara´ servletovy´ kontejner. Tedy o to, zdama´
odpoveˇd’klientovi odeslat, cˇi nikoliv a zdama´ tedy pozˇadavek cha´pat jako zpracovany´. O
vsˇe ostatnı´, jako rˇı´zenı´ asynchronnı´ho zpracova´nı´ a odesla´nı´ odpoveˇdi klientovi, se musı´
programa´tor dane´ho servletu postarat sa´m.
Jizˇ jsem naznacˇil, zˇe rˇı´zenı´ asynchronnı´ho zpracova´nı´ je prova´deˇno prˇesAsyncContext
objekt, ktery´ je zı´ska´n metodou startAsync. Jak takove´to rˇı´zenı´ mu˚zˇe vypadat, je nejlepsˇı´
vysveˇtlit na prˇı´kladu. Prˇedstavte si situaci, zˇe v urcˇite´m servletu potrˇebujete zı´skat data
z velmi pomale´ webove´ sluzˇby, ktera´ na´sledneˇ vracı´te jako odpoveˇd’ pro klienta. Tuto
situaci lze realizovat dveˇma zpu˚soby, a to synchronneˇ a asynchronneˇ. Synchronnı´ zpu˚sob
je velmi jednoduchy´ a spocˇı´va´ v tom, zˇe webova´ sluzˇba bude vola´na prˇı´mo v metodeˇ
service a bude se v nı´ tedy cˇekat na jejı´ odpoveˇd’. Pote´, co se odpoveˇd’ obdrzˇı´, se ihned
13Prˇipravovana´ HTML 5 specifikace je dostupna´ pod touto URL: http://www.w3.org/TR/html5/.
14Web Sockets technologie je modlou vsˇech AJAX vy´voja´rˇu˚, nebot’ prˇina´sˇı´ tolik ocˇeka´vanou obousmeˇr-
nou komunikaci prohlı´zˇecˇe a webove´ho serveru. Je tedy kompletnı´ na´hradou vsˇech dosavadnı´ch server
push technik. Aktua´lnı´ verzi specifikace mu˚zˇete nale´zt zde: http://dev.w3.org/html5/websockets/. Ale
pozor, jedna´ se jen o definici DOM API, o protokolu, ktery´ se nakonec bude prˇi komunikaci vyuzˇı´vat, se
vedou spory. Zajı´mavy´ cˇla´nek na toto te´ma je dostupny´ pod URL http://blogs.webtide.com/gregw/entry/
websockets ietf v whatwg.
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zasˇle klientovi. Jak je videˇt, tento zpu˚sob je pro programa´tory velmi jednoduchy´. Tato
jednoduchost ma´ vsˇak svou nevy´hodu, a to zhorsˇenou kvalitou sluzˇeb pouzˇite´ho kon-
tejneru, nebot’ je blokova´no vla´kno, ktere´ aktua´lnı´ service metodu vykona´va´. Kontejner
jej tedy nenı´ schopen vra´tit zpeˇt do poolu, a tak nenı´ dostupne´ pro obsluhu dalsˇı´ch po-
zˇadavku˚. Pokud chceme kontejneru pomoci, vyuzˇijeme asynchronnı´ho prˇı´stupu, jehozˇ
nevy´hodou je ovsˇem o neˇco vysˇsˇı´ slozˇitost implementace15. Asynchronnı´ prˇı´stup spocˇı´va´
v tom, zˇe v metodeˇ service webovou sluzˇbu volat nebudeme, ale zavola´me ji azˇ v jine´m
vla´kneˇ, na jehozˇ skoncˇenı´ nenı´ trˇeba v metodeˇ service cˇekat. V te´to metodeˇ namı´sto toho
zavola´me metodu startAsync a zı´ska´me tak AsyncContext objekt, da´le vytvorˇı´me vlastnı´
vla´kno, ktere´mu AsyncContext objekt prˇeda´me, a na´sledneˇ vytvorˇene´ vla´kno spustı´me.
Po spusˇteˇnı´ vla´kna, metoda service skoncˇı´ a vla´kno, ktere´ ji vykona´valo, bude schopne´ ob-
slouzˇit dalsˇı´ pozˇadavky. Tı´m, zˇe byla vmetodeˇ service vola´nametoda startAsync, doposud
vytvorˇena´ odpoveˇd’ (v nasˇem prˇı´padeˇ pra´zdna´) nenı´ kontejnerem odesla´na klientovi. A
co provede na´mi vytvorˇene´ vla´kno? Zavola´ webovou sluzˇbu, zı´ska´ jejı´ odpoveˇd’a zasˇle ji
klientovi. To provede vola´nı´mmetody getResponse() na obdrzˇene´m AsyncContext objektu,
zapsa´nı´m nacˇteny´ch dat a zavola´nı´m metody complete(), ktera´ zaprˇı´cˇinı´ to, zˇe kontejner
zasˇle zapsanou odpoveˇd’ klientovi. Takovouto jednoduchou asynchronnı´ implementaci
obsahuje vy´pis 3. Dalsˇı´ prˇı´klad vyuzˇitı´ asynchronnı´ho API mu˚zˇete nale´zt na prˇilozˇene´m
CD. Jedna´ se o realizaci jednoduche´ „chatovacı´ “ aplikace.
@WebServlet(urlPatterns = ”/AsyncServlet”, asyncSupported = true)
public class AsyncServlet extends HttpServlet {
@Override
protected void doGet(HttpServletRequest request, HttpServletResponse response)
throws ServletException, IOException {
AsyncContext aCtx = request.startAsync();
new Thread(new AsyncRunnable(aCtx)).start();
}
}
public class AsyncRunnable implements Runnable {
private final AsyncContext ctx;
public AsyncRunnable(AsyncContext ctx) {
this . ctx = ctx ;
}
public void run() {
try {
ServletResponse response = ctx.getResponse();
PrintWriter out = ctx .getResponse().getWriter();
15Vysˇsˇı´ slozˇitost asynchronnı´ho prˇı´stupu nemusı´ kazˇde´mu vyhovovat. Peˇknou polemiku o tomto pro-
ble´mu mu˚zˇete nale´zt naprˇı´klad zde: http://blog.krecan.net/2010/01/28/proc-nepotrebuji-asynchronni-
jdbc/. Tento cˇla´nek navı´c nabı´zı´ odkaz na zajı´mavou prezentaci, ktera´ obhajuje starsˇı´ model vla´kna pro
spojenı´, a tedy neprˇı´mo rˇı´ka´, zˇe vlastneˇ zˇa´dne´ asynchronnı´ zpracova´va´nı´ pozˇadavku˚ nenı´ potrˇeba.
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// volani webove sluzby
// zapsani odpovedi pro klienta
// out. print () ...
} catch (Exception ex) {
// reakce na chybu
} finally {
// odeslani odpovedi klientovi
ctx .complete();
}
}
}
Vy´pis 3: Uka´zkova´ implementace asynchronnı´ho zpracova´nı´ pozˇadavku
3.1.3.1 Dalsˇı´ cˇa´sti asynchronnı´ho API Asynchronnı´ API nenı´ jen o metoda´ch star-
tAsync a complete, i kdyzˇ je pravdou, zˇe jsou jeho hlavnı´m pilı´rˇem.
Zvla´sˇteˇ rozhranı´ AsyncContext obsahuje dalsˇı´ uzˇitecˇne´ metody:
• Metody getRequest() a getResponse(). Pomocı´ teˇchto metod lze zı´skat pozˇadavek a
odpoveˇd’, ktere´ obdrzˇela dana´ service metoda, ve ktere´ byl AsyncContext vytvorˇen,
nebo objekty, ktere´ byly prˇeda´ny startAsync metodeˇ, jelikozˇ ta je dostupna´ i ve
variantneˇ, ktera´ prˇijı´ma´ ServletRequest a ServletResponse objekty.
• Metody dispatch(), dispatch(String) a dispatch(ServletContext, String). Tyto metody
jsou velmi uzˇitecˇne´ a jsou alternativou k metodeˇ complete. Ony vlastneˇ tvorˇı´ novy´
zpu˚sob asynchronnı´ho zpracova´nı´ pozˇadavku˚, kdy odpoveˇd’ nenı´ odesla´na klien-
tovi v asynchronnı´m vla´kneˇ, ale opeˇt v metodeˇ service. Dispatch metody fakticky
prova´deˇjı´ RequestDispatcher.include(ServletRequest, ServletResponse) s pozˇadavkem a
odpoveˇdı´, ktere´ zı´skajı´ pomocı´ metod getRequest, respektive getResponse. Za´sadnı´
ale je, zˇe zahajujı´ novy´ asynchronnı´ cyklus, tedy dalsˇı´ vola´nı´ metody service pro
stejny´ pozˇadavek. Klı´cˇovy´ je take´ fakt, zˇe kazˇdy´ asynchronnı´ cyklus opeˇt aktivuje
synchronnı´ zpracova´nı´ dane´ho pozˇadavku. Tedy pokud nenı´ v na´sledujı´cı´ metodeˇ
service znovu vytvorˇenAsyncContext objekt (ktery´ je pro vsˇechny asynchronnı´ cykly
stejny´, jelikozˇ je va´za´n k pozˇadavku), je po jejı´m vykona´nı´ pozˇadavek cha´pa´n jako
zpracovany´ a vytvorˇena´ odpoveˇd’odesla´na klientovi. Pokud by vsˇak AsyncContext
vytvorˇen byl, mohl by se zaha´jit dalsˇı´ asynchronnı´ cyklus anebo by semohla zavolat
metoda complete.
• Metody setTimeout(long) a getTimeout(). Tyto metody slouzˇı´ k nastavenı´ doby, jenzˇ
vyjadrˇuje maxima´lnı´ cˇas, do ktere´ho musı´ by´t zavola´na metoda complete, poprˇı´padeˇ
jedna z metod dispatch, na tomto AsyncContext objektu. Pokud se tak nestane, kon-
tejner notifikuje vsˇechny posluchacˇe, a pokud ani ty metodu complete nezavolajı´,
zavola´ jı´ sa´m a ukoncˇı´ tak zpracova´va´nı´ pozˇadavku.
• Metoda addListener(). Umozˇnˇuje prˇidat posluchacˇe pro tento AsyncContext objekt.
Posluchacˇi mohou reagovat na zavola´nı´ metody complete, na vyprsˇenı´ limitu, na
chybu nebo na start nove´ho asynchronnı´ho cyklu.
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Take´ ServletRequest rozhranı´ obsahuje neˇkolik dalsˇı´ch pomocny´ch metod:
• Metoda isAsyncSupported(). Tato metoda vracı´ booleovskou hodnotu, ktera´ znacˇı´,
zda aktua´lnı´ servlet (cˇi filtr) podporuje asynchronnı´ zpracova´nı´ pozˇadavku˚. Tedy,
zda nastavil svu˚j asyncSupported prˇı´znak na hodnotu true.
• Metoda isAsyncStarted(). Znacˇı´, zda jepozˇadavekaktua´lneˇ zpracova´va´n asynchronneˇ.
• Metoda getAsyncContext(). Vracı´ AsyncContext objekt, ktery´ byl obdrzˇen poslednı´m
vola´nı´m metody startAsync. Samozrˇejmeˇ v dobeˇ vola´nı´ te´to metody, musı´ metoda
isAsyncStarted vracet hodnotu true.
• Metoda getDispatcherType(). Zı´ska´ typ odesı´latele tohoto pozˇadavku. Typem mu˚zˇe
by´t take´ hodnota ASYNC, ktera´ znacˇı´, zˇe metoda service (poprˇı´padeˇ doFilter), byla
zavola´na pomocı´ AsyncContext objektu. Tuto metodu lze, s vy´hodou, vyuzˇı´t prˇi
pouzˇitı´ metody dispatch bez parametru˚, jelikozˇ je vola´n opeˇt pu˚vodnı´ servlet.
3.2 Modularizace deployment descriptoru
Hlavnı´ tvu˚rce nejnoveˇjsˇı´ verze servletu˚ Rajiv Mordani rˇı´ka´, zˇe hlavnı´ hybnou silou pro
vytvorˇenı´ nove´ specifikace byla prˇedevsˇı´m snaha docı´lit snazsˇı´ konfigurace webovy´ch
aplikacı´. Tı´mto bylo prˇedevsˇı´m mysˇleno to, zˇe programa´torˇi aplikacı´ jizˇ nebudou muset
prova´deˇt nudne´ nastavova´nı´ pouzˇity´ch frameworku˚ ve svy´ch deployment descriptorech a
budou moci prˇenechat tuto pra´ci na samotne´ vy´voja´rˇe dany´ch frameworku˚.
Specifikace tuto pozˇadovanou vlastnost rˇesˇı´ hned trˇemi zpu˚soby, ktere´ vy´voja´rˇi kniho-
ven (ale i samotnı´ programa´torˇi webovy´ch aplikacı´) mohou libovolneˇ pouzˇı´t. Prvnı´m
zpu˚sobem jsou tzv. „fragmenty deployment descriptoru“, ktere´ popisuji v te´to podkapitole,
druhy´m, respektive trˇetı´m anotace pro deklaraci servletu˚, filtru˚ a posluchacˇu˚ a jejich pro-
gramova´ registrace. Druhy´ a trˇetı´ zpu˚sob jsou vysveˇtleny v na´sledujı´cı´ch podkapitola´ch.
Jak jizˇ bylo rˇecˇeno, fragmenty deployment descriptoru byly vytvorˇeny z toho du˚vodu,
aby samotny´ web.xml soubor nemusel obsahovat nastavenı´ pouzˇity´ch knihoven a fra-
meworku˚. Tento pozˇadavek je pra´veˇ fragmenty rˇesˇen, nebot’ to jsou vlastneˇ „knihovnı´
deployment descriptory“, ktere´ si jednotlive´ knihovny nesou ve svy´ch JAR souborech, a
ve ktery´ch prova´dı´ vesˇkere´ nastavenı´, ktere´ je potrˇeba k jejich bezproble´move´mu chodu.
Toto nastavenı´ jizˇ tedy nemusı´ by´t obsazˇeno v samotne´m deployment descriptoru webove´
aplikace. Jednotlive´ fragmenty tedy mu˚zˇeme cha´pat jako jake´si cˇa´sti souboru web.xml,
ktery´ je z nich, prˇi nahra´va´nı´ webove´ aplikace, servletovy´m kontejnerem nakonec slozˇen.
Zpu˚sob skla´da´nı´ je popsa´n da´le v textu.
Prˇestozˇe jsou fragmenty pouze cˇa´sti deployment descriptoru, jsou s nı´m te´meˇrˇ identicke´,
respektive mohou obsahovat veˇtsˇinu jeho elementu˚ a atributu˚. To v cˇem se fragmenty
odlisˇujı´, nenı´ v jejich obsahu, ale vpocˇtu, na´zvu aumı´steˇnı´. Kazˇdy´ fragmentmusı´ by´t vzˇdy
nazva´n web-fragment.xml, musı´ by´t umı´steˇn ve slozˇce META-INF JAR souboru konkre´tnı´
knihovny veWEB-INF/lib a jeho korˇenovy´ elementmusı´ by´t namı´stoweb-app pojmenova´n
web-fragment. Jelikozˇ aplikace veˇtsˇinou obsahuje vı´ce knihoven, je povolen i vı´cena´sobny´
pocˇet fragmentu˚. Na vy´pisu 4 mu˚zˇete videˇt uka´zku fragmentu, ktery´ definuje jeden
servlet a jeden posluchacˇ a je pojmenova´n „Fragment1“.
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<?xml version=”1.0” encoding=”UTF−8”?>
<web−fragment version=”3.0” xmlns=”http://java.sun.com/xml/ns/javaee” xmlns:xsi=”http://www.w3
.org/2001/XMLSchema−instance” xsi:schemaLocation=”http://java.sun.com/xml/ns/javaee http:
//java.sun.com/xml/ns/javaee/web−fragment 3 0.xsd”>
<name>Fragment1</name>
<servlet>
<servlet−name>HelloWorldServlet</servlet−name>
<servlet−class>
HelloWorldServlet
</servlet−class>
</servlet>
<servlet−mapping>
<servlet−name>HelloWorldServlet</servlet−name>
<url−pattern>/HelloWorldServlet</url−pattern>
</servlet−mapping>
<listener>
<listener−class>
HelloWorldListener
</ listener−class>
</ listener>
</web−fragment>
Vy´pis 4: Jednoduchy´ fragment deployment descriptoru
Poneˇvadzˇ aplikace nezrˇı´dka kdy obsahujı´ take´ knihovny, ktere´ u´plneˇ neznajı´, obsa-
huje deployment descriptor atribut metadata-complete, ktery´ v prˇı´padeˇ, zˇe je nastaven na
hodnotu true, narˇizuje servletove´mu kontejneru ignorovat vsˇechnyweb-fragment.xml sou-
bory, ktere´ nalezne v jednotlivy´ch knihovna´ch ve slozˇce WEB-INF/lib konkre´tnı´ webove´
aplikace. Tedy aplikace tı´mto vyjadrˇuje, zˇe vesˇkere´ nastavenı´ pro jejı´ spra´vnou funkcˇnost
je jizˇ uvedeno v souboru web.xml, a zˇe zˇa´dne´ dalsˇı´ nastavenı´ jizˇ nenı´ potrˇeba. Atribut
metadata-complete je definova´n v korˇenove´m web-app elementu.
3.2.1 Rˇazenı´ fragmentu˚
Porˇadı´, v jake´m jsou jednotlive´ fragmenty kontejnerem zpracova´va´ny (tedy je tvorˇen vy´-
sledny´ deployment descriptor, prˇicˇemzˇ platı´, zˇe shodne´ nastavenı´ nemu˚zˇe by´t na´sledny´mi
fragmenty jizˇ prˇepsa´no), je implicitneˇ na´hodne´. Pokud je vsˇak pro danou webovou apli-
kaci signifikantnı´, lze jednotlive´ fragmenty serˇadit a zajistit tak pozˇadovane´ porˇadı´ jejich
zpracova´nı´.
Rˇazenı´ je dvojı´ho druhu, absolutnı´ a relativnı´, protozˇe se mu˚zˇe sta´t, zˇe nejen webova´
aplikace, ale i samotne´ knihovny potrˇebujı´ rˇazenı´ specifikovat. Relativnı´ rˇazenı´ tedy mo-
hou prova´deˇt pouze knihovny, tj. mu˚zˇe by´t provedeno pouze v jednotlivy´ch fragmentech,
absolutnı´ se pak mu˚zˇe objevit vy´hradneˇ v souboru web.xml. Platı´, zˇe pokud je absolutnı´
rˇazenı´ definova´no, vesˇkere´ relativnı´ rˇazenı´ jsou ignorova´na.
Aby vsˇak rˇazenı´ mohlo by´t vu˚bec provedeno, fragmenty mohou obsahovat element
name, ktery´ slouzˇı´ k jejich pojmenova´nı´ a jehozˇ hodnota je ve vlastnı´m rˇazenı´ vyuzˇı´va´na.
Tento element byl pouzˇit i ve vy´sˇe zmı´neˇne´ uka´zce fragmentu, ktery´ byl nazva´n „Frag-
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ment1“. Nicme´neˇ element name je nepovinny´, jelikozˇ, jak da´le uvidı´te, rˇazenı´ pocˇı´ta´ i s
nepojmenovany´mi fragmenty.
3.2.1.1 Absolutnı´ rˇazenı´ Absolutnı´ rˇazenı´ je specifikova´no novy´m web.xml elemen-
tem absolute-ordering. Tento element mu˚zˇe da´le obsahovat libovolny´ pocˇet elementu˚ name
amaxima´lneˇ jeden element others, ktery´ je, mezi elementy name, mozˇno uve´st na libovolne´
pozici.
Vy´znam teˇchto elementu˚ je na´sledujı´cı´. Jednotlive´ elementy name korespondujı´ s name
elementy ve fragmentech. Tedy pokud je jejich hodnota stejna´, element name v absolute-
ordering elementu vlastneˇ vyjadrˇuje dany´ fragment. Kdezˇto element others, jak zrˇejmeˇ
tusˇı´te, zastupuje vsˇechny fragmenty (vcˇetneˇ teˇch nepojmenovany´ch), ktere´ nejsou expli-
citneˇ jednotlivy´mi name elementy uvedeny. Jednotlive´ fragmenty, ktere´ servletovy´ kon-
tejner v aplikaci nalezne, jsou pak zpracova´ny prˇesneˇ v takove´m porˇadı´, ktere´ je uvedeno
v elementu absolute-ordering. Relativnı´ rˇazenı´ nenı´ bra´no v potaz, a to ani v prˇı´padeˇ po-
uzˇitı´ elementu others. Da´le platı´, zˇe absence others elementu zpu˚sobı´ ignorova´nı´ vsˇech
fragmentu˚, ktere´ nebyly pomocı´ name elementu˚ uvedeny.
Prˇı´klad 3.1
Meˇjme peˇt fragmentu˚, kde jeden je nepojmenova´n, a zbyle´ cˇtyrˇi se nazy´vajı´ A, B, C a D.
Pokud by element absolute-ordering vypadal na´sledovneˇ,
<absolute−ordering>
<others/>
<name>D</name>
<name>C</name>
<name>A</name>
</absolute−ordering>
fragmenty by se zpracovaly v jednom z na´sledujı´cı´ch porˇadı´: nepojmenovany´, B, D, C, A
nebo B, nepojmenovany´, D, C, A.
Pokud by element absolute-ordering obsahoval toto,
<absolute−ordering>
<name>B</name>
<name>E</name>
</absolute−ordering>
fragmenty by byly zpracova´ny na´sledovneˇ: B, E. Tedy vsˇechny fragmenty, mimo frag-
mentu˚ B a E, by kontejner ignoroval.
3.2.1.2 Relativnı´ rˇazenı´ Relativnı´ rˇazenı´ smı´ definovat pouze jednotlive´ fragmenty a
je aktivnı´ jen tehdy, pokud deployment descriptor neobsahuje element absolute-ordering.
Pro relativnı´ rˇazenı´ se pouzˇı´va´ nove´ho elementu ordering, ktery´ obsahuje maxima´lneˇ
jeden element after a maxima´lneˇ jeden element before. Tyto dva elementy da´le mohou
obsahovat libovolny´ pocˇet elementu˚ name, na´sledovany´ch maxima´lneˇ jednı´m elementem
others.
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Jizˇ z na´zvu˚ teˇchto elementu˚ vyply´va´ jejich se´mantika. Elementem after, respektive
before mu˚zˇe dany´ fragment specifikovat, zˇe je nutne´ jej zpracovat po, respektive prˇed
urcˇity´m fragmentem. Pokud je navı´c v teˇchto elementech uveden take´ element others, je
dany´ fragment zpracova´n po vsˇech fragmentech, respektive prˇed vsˇemi fragmenty, kterˇı´
element others v after, respektive before elementu neuvedli. Je zrˇejme´, zˇe element others je
mozˇne´ deklarovat pouze v jednomz elementu˚ after a before. Nelze jej prˇidat do obou teˇchto
elementu˚ najednou. Da´le platı´, zˇe i v prˇı´padeˇ pouzˇı´tı´ tohoto elementu, je sta´le platne´ i
ostatnı´ specifikovane´ porˇadı´, nebot’element othersmu˚zˇou, ve stejny´ch elementech, vyuzˇı´t
take´ ostatnı´ fragmenty.
Je jasne´, zˇe pomocı´ relativnı´ho rˇazenı´, lze snadno dosa´hnout cyklicky´ch za´vislostı´. Po-
kud se takove´to za´vislosti objevı´, kontejner je povinen nahla´sit chybu a ukoncˇit nahra´va´nı´
dane´ webove´ aplikace.
Prˇı´klad 3.2
Meˇjmewebovou aplikaci, ktera´ obsahuje trˇi fragmenty s na´sledujı´cı´m obsahem (absolutnı´
rˇazenı´ nenı´ specifikova´no):
obsah prvniho fragmentu
<web−fragment>
<name>A</name>
...
<ordering>
<after><name>B</name></after>
</ordering>
...
</web−fragment>
obsah druheho fragmentu
<web−fragment>
<name>B</name>
...
</web−fragment>
obsah tretiho fragmentu
<web−fragment>
<name>C</name>
...
<ordering>
<before><others/></before>
</ordering>
...
</web−fragment>
V tomto prˇı´padeˇ se fragmenty mohou zpracovat pouze v porˇadı´ C, B, A. Dalsˇı´ prˇı´klady
relativnı´ho rˇazenı´ mu˚zˇete nale´zt ve specifikaci v kapitole 8.2.2.
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3.2.2 Vytva´rˇenı´ deployment descriptoru z fragmentu˚
Jak da´le uvidı´te, servlety, filtry a posluchacˇe je noveˇ mozˇne´ take´ deklarovat pomocı´ ano-
tacı´. Z teˇchto du˚vodu˚, nejnoveˇjsˇı´ verze servletove´ specifikace prˇipousˇtı´ absenci deployment
descriptoru, tj. souboru web.xml.
Pokudwebova´ aplikace tento soubor neobsahuje, nic se nedeˇje, jelikozˇ je kontejnerem
i tak, na za´kladeˇ anotacı´ a obsahu fragmentu˚, vytvorˇen. Pokud jej vsˇak obsahuje, je soubor
web.xml o tyto data pouze rozsˇı´rˇen.
Na´sledujı´cı´ vy´pis obsahuje ty nejhlavneˇjsˇı´ pravidla, ktera´ jsou prˇi rozsˇirˇova´nı´ (poprˇı´-
padeˇ vytva´rˇenı´) deployment descriptoru platna´.
1. Informace uvedene´ v souboru web.xml majı´ nejvysˇsˇı´ prioritu. Tedy v prˇı´padeˇ kon-
fliktnı´ch (prˇekry´vajı´cı´ch se) nastavenı´, kontejner akceptuje pouze data ze souboru
web.xml. Ostatnı´ u´daje jsou zcela nebo cˇa´stecˇneˇ ignorova´ny (za´lezˇı´ na typu konkre´t-
nı´ch dat).
2. Pokud web.xml soubor obsahuje element metadata-complete nastaveny´ na true, jsou
vsˇechny fragmenty a anotace ignorova´ny. Soubor web.xml jizˇ nenı´ o zˇa´dne´ data
rozsˇı´rˇen.
3. S daty z fragmentu˚ je zacha´zeno stejneˇ, jako s daty ze souboru web.xml.
4. Porˇadı´, v jake´m jsou data z fragmentu˚ do souboru web.xml prˇida´va´na, je urcˇeno
absolutnı´m nebo relativnı´m rˇazenı´m.
5. Zpracova´nı´ anotacı´ dane´ knihovny je prova´deˇno azˇ po integraci knihovnı´ho web-
fragment.xml souboru, ale prˇed zpracova´nı´m na´sledujı´cı´ho fragmentu.
6. Pokud je ve fragmentu nastaven atribut metadata-complete na true, anotace nejsou v
dane´ knihovneˇ zpracova´va´ny.
7. Nastavenı´, ktere´ je uvedeno v souborech web-fragment.xml, ma´ vysˇsˇı´ prioritu nezˇ
nastavenı´ pomocı´ anotacı´.
8. Elementy, ktere´ se mohou opakovat vı´ce nezˇ jednou, jsou aditivnı´.
9. Kdykoliv dva ru˚zne´ fragmenty obsahujı´ konfliktnı´ nastavenı´, prˇicˇemzˇ toto nasta-
venı´ nenı´ uvedeno ani ve web.xml, musı´ kontejner prˇerusˇit nahra´va´nı´ webove´ apli-
kace a ozna´mit chybu.
Toto byl vy´cˇet teˇch nejdu˚lezˇiteˇjsˇı´ch pravidel, ktere´ kazˇdy´ kontejner musı´ dodrzˇovat.
Vycˇerpa´vajı´cı´ popis vsˇech pravidel je pak uveden v kapitole 8.2.3 servletove´ specifikace.
Tato kapitola takte´zˇ obsahuje prˇesnou definici jednotlivy´ch konfliktnı´ch situacı´, jenzˇ mo-
hou prˇi skla´da´nı´ web.xml souboru nastat.
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3.3 Definice servletu˚, filtru˚ a posluchacˇu˚ pomocı´ anotacı´
Tvu˚rcu˚m JSR 315 zrˇejmeˇ „zesˇtı´hlenı´“ deployment descriptoru pomocı´ fragmentu˚ nestacˇilo,
jelikozˇ vytvorˇili dalsˇı´ velkou zmeˇnu, kterou jsou anotaceWebServlet,WebFilter aWebListe-
ner (vsˇechny trˇi na´lezˇı´ do nove´ho balı´cˇku javax.servlet.annotation). Tyto anotace nahrazujı´
cˇa´st funkcionality souboru web.xml, respektive web-fragment.xml a cˇinı´ jej nepovinny´m.
Anotace tedy umozˇnˇujı´ programa´toru˚m definovat servlety, filtry a posluchacˇe a jsou
plnohodnotnou alternativou k servlet, servlet-mapping, filter, filter-mapping a listener ele-
mentu˚m deployment descriptoru.
Du˚lezˇitou vlastnostı´ teˇchto anotacı´ je, zˇe je lze pouzˇı´t i v JAR souborech ve slozˇceWEB-
INF/lib a je respektova´n, vy´sˇe popsany´, absolute-ordering element. Tedy v prˇı´padeˇ, zˇe je
dana´ knihovna tı´mto elementem vyloucˇena, take´ vsˇechny jejı´ servlety, filtry a posluchacˇe,
ktere´ deklaruje pomocı´ anotacı´, jsou ignorova´ny. Zpracova´nı´ anotacı´ lze vsˇak potlacˇit
jesˇteˇ jednı´m zpu˚sobem, a to nastavenı´m atributumetadata-complete na true. Ovsˇem pokud
tento element na true nastavı´te, budou ignorova´ny nejen anotace v knihovna´ch, ale take´
anotace na trˇı´da´ch veWEB-INF/classes.
Anotace WebServlet slouzˇı´ k definova´nı´ servletu˚ a mu˚zˇeme pomocı´ nı´ nastavit infor-
mace jako URL mapova´nı´, na´zev, popis, porˇadı´ nahra´va´nı´ prˇi startu servletove´ho kontej-
neru, inicializacˇnı´ parametry, podporu asynchronnı´ho zpracova´nı´ pozˇadavku˚ a ikonky.
Tuto anotaci lze vyuzˇı´t pouze pro HTTP servlety, tedy pro vsˇechny trˇı´dy, ktere´ rozsˇirˇujı´
abstraktnı´ trˇı´du HttpServlet. Na vy´pisu 5 mu˚zˇete videˇt uka´zku pouzˇitı´ te´to anotace.
@WebServlet(name = ”HelloWorld”, urlPatterns = {”/helloworld”})
public class HelloWorldServlet extends HttpServlet {
@Override
protected void doGet(HttpServletRequest request, HttpServletResponse response)
throws ServletException, IOException {
}
}
Vy´pis 5: Pouzˇitı´ anotaceWebServlet
Pomocı´ anotace WebFilter jsme schopni deklarovat filtry a je na´m umozˇneˇno nastavit
naprˇı´klad jejich URL mapova´nı´ (poprˇı´padeˇ jme´na servletu˚, ke ktery´m bude filtr patrˇit),
inicializacˇnı´ parametry, druhy pozˇadavku˚, prˇi ktery´ch se filtr aktivuje a podporu asyn-
chronnı´ho mo´du. Vy´pis 6 da´va´ prˇı´klad, jak lze tuto anotaci pouzˇı´t.
@WebFilter(filterName = ”MockFilter”, urlPatterns = {”/∗ ”})
public class MockFilter implements Filter {
private FilterConfig filterConfig = null ;
public void doFilter (ServletRequest request, ServletResponse response,
FilterChain chain)
throws IOException, ServletException {
chain. doFilter (request, response);
}
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public void init ( FilterConfig filterConfig ) {
this . filterConfig = filterConfig ;
}
public void destroy() {
}
public FilterConfig getFilterConfig () {
return (this . filterConfig ) ;
}
}
Vy´pis 6: Pouzˇitı´ anotaceWebFilter
Poslednı´ anotacı´ je anotace WebListener, ktera´ na´m umozˇnˇuje deklarovat ru˚zne´ typy
posluchacˇu˚ ve webove´ aplikaci. Lze ji pouzˇı´t pro definici posluchacˇu˚ jako ServletContext-
Listener, ServletContextAttributeListener, ServletRequestListener, ServletRequestAttributeLis-
tener,HttpSessionListener aHttpSessionAttributeListener. Jediny´m parametrem te´to anotace
je rˇeteˇzec, ktery´ vyjadrˇuje popis dane´ho posluchacˇe. Na vy´pisu 7 mu˚zˇete videˇt definici
kontextove´ho posluchacˇe pomocı´ anotaceWebListener.
@WebListener
public class ContextListener implements ServletContextListener {
public void contextInitialized (ServletContextEvent sce) {
}
public void contextDestroyed(ServletContextEvent sce) {
}
}
Vy´pis 7: Pouzˇitı´ anotaceWebListener
3.4 Programova´ registrace servletu˚, filtru˚ a posluchacˇu˚
Dalsˇı´ novinkou, ktera´ ma´ prˇedevsˇı´m usnadnit pra´ci programa´toru˚m frameworku˚ pro
tvorbu webovy´ch aplikacı´, je programova´ registrace servletu˚, filtru˚ a posluchacˇu˚. Tato
mozˇnost je tedy po deployment descriptorech (cˇi jejich fragmentech) a anotacı´ch trˇetı´m
zpu˚sobem, jak lze servlety, filtry a posluchacˇe do webovy´ch aplikacı´ prˇidat. Programa´torˇi
frameworku˚ mohou tı´mto zpu˚sobem naprˇı´klad registrovat sve´ rˇı´dı´cı´ servlety.
Programovou registraci je vsˇak mozˇne´ pouzˇı´t pouze prˇi inicializaci dane´ webove´
aplikace, tedy v posluchacˇı´ch ServletContextListener, respektive ServletContainerInitializer.
Rozhranı´ ServletContainerInitializer je dalsˇı´ novinkou v nejnoveˇjsˇı´ specifikaci a popisuji jej
pozdeˇji.
Programova´ registrace servletu˚ se od programove´ registrace filtru˚, respektive poslu-
chacˇu˚ prˇı´lisˇ nelisˇı´, proto zde da´le popı´sˇi pouze ji.
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Servlet mu˚zˇeme programoveˇ prˇidat jednou ze trˇı´ prˇeteˇzˇeny´ch metod v ServletContext
rozhranı´. Jsou to nove´ metody s na´zvem addServlet, kde kazˇda´ prˇijı´ma´ jednak unika´tnı´
jme´no servletu, tak jak ho zna´me z deployment descriptoru, tak dany´ servlet v urcˇite´ po-
dobeˇ. Prvnı´ jej prˇijı´ma´ jako rˇeteˇzec s plneˇ kvalifikovany´m na´zvem jeho trˇı´dy, druha´ jako
objekt typu Class a trˇetı´ prˇijı´ma´ rovnou jeho instanci. Kazˇda´ z teˇchto metod vracı´ im-
plementaci nove´ho rozhranı´ javax.servlet.ServletRegistration.Dynamic, ktere´ na´m dovoluje
dodatecˇnou konfiguraci registrovane´ho servletu. Mu˚zˇeme naprˇı´klad nastavit jeho URL
mapova´nı´, inicializacˇnı´ parametry, bezpecˇnostnı´ omezenı´ apod.Dalsˇı´ du˚lezˇitou vlastnostı´
je, zˇe tyto metody (kromeˇ te´, ktera´ servlet prˇijı´ma´ rovnou jako instanci) respektujı´ ano-
tace, ktere´ jsou na prˇedany´ch trˇı´da´ch specifikova´ny. Specifikace narˇizuje, zˇe anotace jako
RunAs, DeclareRoles, ServletSecurity a MultipartConfig musı´ by´t kontejnery bra´ny v potaz
(Pozor! AnotaceWebServlet je ignorova´na.). Tı´mto je programa´tor, servletu˚ pro registraci,
alesponˇ cˇa´stecˇneˇ usˇetrˇen od potrˇeby jejich dalsˇı´ konfigurace prˇes obdrzˇene´ ServletRegis-
tration.Dynamic objekty. Anotace ServletSecurity a MultipartConfig jsou nove´ a takte´zˇ je
popisuji v na´sledujı´cı´ch cˇa´stech te´to pra´ce.
Metoda addServlet(String, Servlet), ktera´ dany´ servlet prˇijı´ma´ jako jeho instanci, je v
API z toho du˚vodu, zˇe dany´ servlet mu˚zˇe by´t jesˇteˇ prˇed svou registracı´ konfigurova´n.
Totizˇ servlety, ktere´ jizˇ jednou registrujeme, da´le nenı´ mozˇne´ prˇes rozhranı´ ServletRegis-
tration.Dynamic nastavovat, jelikozˇ metody addServlet pro jizˇ registrovane´ servlety vra´tı´
hodnotu null. Null hodnota je vra´cena i pro servlety definovane´ pomocı´ anotacı´, respek-
tive deployment descriptoru. Pro snadne´ vytvorˇenı´ instancı´ servletu˚ pro registraci, API
obsahuje dalsˇı´ pomocnou metodu createServlet(Class), ktera´ z obdrzˇene´ trˇı´dy servletu vy-
tvorˇı´ jeho instanci. Tato metoda takte´zˇ respektuje anotace a, stejneˇ jako addServletmetody,
take´ automatickou inicializaci za´vislostı´ dle nove´ho JSR 29916.
Kromvy´sˇe zmı´neˇny´chmetod,API da´le obsahujemetody getServletRegistration(String),
respektive getServletRegistrations(). Tyto metody prˇi zavola´nı´ vracı´ objekt, respektive
mapu objektu˚ typu javax.servlet.ServletRegistration. Toto rozhranı´ je prˇedkem rozhranı´
ServletRegistration.Dynamic a mu˚zˇeme pomocı´ neˇj takte´zˇ nastavit ru˚zne´ informace pro
konkre´tnı´ servlet. Za´sadnı´ zmeˇnou ale je, zˇe ServletRegistration objekty lze zı´skat opako-
vaneˇ a kontejner je vracı´ nejen pro programoveˇ registrovane´ servlety, ale pro vsˇechny
servlety z dane´ho kontextu. Tedy i ty, ktere´ byly deklarova´ny pomocı´ deployment descrip-
toru nebo anotacı´. Avsˇak prˇes ServletRegistration rozhranı´ lze meˇnit jen URL mapova´nı´ a
inicializacˇnı´ parametry.Ostatnı´ u´daje, jakonaprˇı´kladbezpecˇnostnı´ omezenı´, konfigurovat
nelze.
Na vy´pisu 8 mu˚zˇete videˇt implementaci ServletContextListener posluchacˇe, ktery´ pro-
gramoveˇ registruje servlet, nastavuje jehoURLmapova´nı´ adalsˇı´ informace apote´ vypisuje
vsˇechny servlety, ktere´ webova´ aplikace aktua´lneˇ obsahuje.
@WebListener
public class ContextListener implements ServletContextListener {
public void contextInitialized (ServletContextEvent sce) {
16JSR 299, krom jine´ho, rozsˇirˇuje koncept tzv. Managed Bean a do JavaEE prˇida´va´ IoC technologii.
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try {
// vytvoreni instance naseho servletu
HelloWorldServlet hWorldServ = sce.getServletContext().createServlet(
HelloWorldServlet.class);
// zde muze byt pripadna konfigurace vytvoreneho hWorldServ servletu
// registrace servletu
ServletRegistration .Dynamic hWorldServReg = sce.getServletContext().addServlet(”
HelloWorldServlet”, hWorldServ);
// nastaveni parametru pro servlet
hWorldServReg.addMapping(”/helloworld”);
hWorldServReg.setLoadOnStartup(0);
// vypis vsech servletu webove aplikace
Map<String, ? extends ServletRegistration> webAppServlets = sce.getServletContext
().getServletRegistrations();
for (ServletRegistration reg : webAppServlets.values()) {
sce.getServletContext().log(reg.getName() + ”:” + reg.getClassName());
}
} catch (ServletException servException) {
// reakce na chybu pri registrovani servletu
}
}
public void contextDestroyed(ServletContextEvent sce) {
}
}
Vy´pis 8: Programova´ registrace servletu
3.5 Sdı´lenı´ zdroju˚ v JAR souborech
To, zˇe knihovny noveˇ mohou, at’ jizˇ pomocı´ fragmentu˚ nebo programove´ registrace,
definovat servlety, filtry cˇi posluchacˇe, jizˇ vı´me. Ony vsˇak mohou webovou aplikaci
obohatit i o klasicke´ HTML stra´nky, respektive libovolne´ staticke´ zdroje17. Stacˇı´, aby tyto
soubory umı´stili do specia´lnı´ slozˇky sve´ho JAR souboru.
Tato slozˇka se musı´ jmenovat resources a musı´ by´t umı´steˇna ve slozˇce META-INF.
Vsˇechny soubory, ktere´ do te´to slozˇky knihovna umı´stı´, budou prˇı´mo dostupne´ vsˇem
uzˇivatelu˚m dane´ webove´ aplikace. Tedy bude pro neˇ vytvorˇeno konkre´tnı´ URL. Princip
mapova´nı´ teˇchto souboru˚ na URL je velmi jednoduchy´, nebot’ je naprosto stejny´, jako
kdyby slozˇka resources byla slozˇkou kontextovou. Samozrˇejmeˇ v prˇı´padeˇ shodnosti na´zvu˚,
ma´ prˇednost ten soubor, ktery´ je umı´steˇn ve slozˇce kontextove´.
Soubory v knihovna´ch lze take´ nacˇı´st pomocı´ ServletContextmetod getResource(String),
respektive getResourceAsStream(String), kde prˇed knihovnami je samozrˇejmeˇ prohleda´-
va´na nejprve kontextova´ slozˇka. Take´ je dobre´ veˇdeˇt, zˇe porˇadı´ prohleda´va´nı´ knihovennenı´
17Je dovoleno prˇidat take´ JSP stra´nky.
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nijak specifikova´no, tedy je za´visle´ na implementaci aktua´lnı´ho servletove´ho kontejneru,
a zˇe element absolute-ordering nema´ na knihovnı´ staticke´ zdroje zˇa´dny´ vliv. Tedy, i kdyzˇ
danou knihovnu pomocı´ tohoto elementu vyrˇadı´me, stejneˇ se jejı´ META-INF/resources
slozˇka bude prohleda´vat.
Prˇı´klad 3.3
Jak sdı´lenı´ zdroju˚ funguje, je nejlepsˇı´ uka´zat na prˇı´kladu. Meˇjme na´sledujı´cı´ webovou
aplikaci, ktera´ je dostupna´ pod URL http://localhost:8080/app1:
/index.html
/WEB-INF/lib/Knihovna1.jar!/META-INF/resources/static/obr.jpg
/WEB-INF/lib/Knihovna1.jar!/META-INF/resources/index.html
Pokud bychom se dotazovali na URL ve tvaru http://localhost:8080/app1/index.html, byl
by na´m vra´cen obsah souboru index.html z kontextove´ slozˇky, nebot’ma´ prˇed knihovnı´m
index.html souborem prˇednost. Pokud vsˇak pozˇa´da´me o http://localhost:8080/app1/static/
obr.jpg, servletovy´ kontejner zjistı´, zˇe zˇa´dny´ takovy´ soubor kontextova´ slozˇka neobsa-
huje, a tak zacˇne prohleda´vat vsˇechny JAR soubory, dokud nenarazı´ na zdroj, ktery´
tomuto URL odpovı´da´. V nasˇem prˇı´padeˇ takovy´to soubor najde (v knihovneˇ s na´zvem
„Knihovna1.jar“), a tak vra´tı´ jeho obsah.
3.6 Sdı´lenı´ knihoven servletove´ho kontejneru
Servletove´ kontejnery, respektive aplikacˇnı´ servery, veˇtsˇinou nabı´zejı´ mnoho knihoven,
ktere´ realizujı´ ru˚zne´ JavaEE nebo i jine´ technologie. Pokud vsˇak tyto technologie chce
dana´ webova´ aplikace vyuzˇı´t, obvykle je nucena prove´st i jejich konfiguraci ve sve´m
deployment descriptoru. Tato konfigurace je vsˇak pro kazˇdou webovou aplikaci veˇtsˇinou
stejna´, a tak si expertnı´ skupina, ktera´ stojı´ za prozatı´m poslednı´ verzı´ servletu˚, rˇekla, zˇe
by bylo dobre´, aby se knihovny, ktere´ jsou v ra´mci dane´ho kontejneru dostupne´ vsˇem
webovy´m aplikacı´m,mohly do teˇchto aplikacı´ nakonfigurovat samy. Takove´to rˇesˇenı´ tedy
nakonec nejnoveˇjsˇı´ specifikace prˇida´va´ a je rˇesˇeno klasicky pomocı´ posluchacˇu˚.
Princip je takovy´, zˇe servletovy´ kontejner prˇi startu nejprve zjistı´ vsˇechny aplikace,
ktere´ jsou na neˇm nahra´ny, a pak na´sledneˇ provede notifikaci jednotlivy´ch knihoven, kte-
ry´m postupneˇ kazˇdou aplikaci, respektive jejı´ ServletContext objekt, prˇeda´. Tato knihovna
se pak pomocı´ programove´ho prˇida´va´nı´ servletu˚, filtru˚, cˇi posluchacˇu˚, mu˚zˇe do dane´
aplikace nakonfigurovat.
Notifikace je realizova´na rozhranı´m javax.servlet.ServletContainerInitializer, jehozˇ im-
plementaci musı´ kazˇda´ knihovna, jenzˇ chce by´t notifikova´na, poskytovat. Implementacˇnı´
trˇı´dy tohoto rozhranı´ jsou kontejnerem hleda´ny standardnı´m ServiceLoader18 mechanis-
mem, tedy jejich plneˇ kvalifikovane´ na´zvy musı´ by´t zapsa´ny v souboru s na´zvem ja-
vax.servlet.ServletContainerInitializer, ktery´ je kazˇda´ knihovna nucena umı´stit do slozˇky
META-INF/services sve´ho JAR souboru.
18Vı´ce informacı´ viz http://java.sun.com/developer/technicalArticles/javase/extensible/.
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K rozhranı´ ServletContainerInitializer specifikace take´ zava´dı´ novou anotaci javax.-
servlet.annotation.HandlesTypes, kterou mu˚zˇe by´t konkre´tnı´ implementace tohoto rozhranı´
anotova´na. Tato anotace specifikuje datove´ typy, o ktere´ ma´ implementace, tedy dana´
knihovna, za´jem. Je na servletove´m kontejneru, aby prˇi startu kazˇde´ webove´ aplikace
prosˇel vsˇechny jejı´ datove´ typy, a pokud je neˇktery´ typ v konkre´tnı´ anotaci HandlesTypes
uveden (poprˇı´padeˇ je uveden jeho rodicˇ, rozhranı´, ktere´ realizuje, nebo anotace, kterou
je anotova´n), je prˇi notifikaci implementace, ke ktere´ tato anotace patrˇı´, implementaci, ve
formeˇ objektu typu Class, prˇeda´n.
Rozhranı´ ServletContainerInitializer obsahuje jedinou metodu onStartup(Set<Class>,
ServletContext), ktera´ tedy krom ServletContext objektu, prˇijı´ma´ take´ mnozˇinu objektu˚
typu java.lang.Class. Tato mnozˇina je kontejnerem naplneˇna teˇmi typy, ktere´ byly pomocı´
anotace HandlesTypes pozˇadova´ny, a jenzˇ aktua´lnı´ webova´ aplikace obsahuje. Pokud im-
plementace nebyla anotacı´ HandlesTypes anotova´na, nebo aktua´lnı´ webova´ aplikace ne-
obsahuje zˇa´dne´ typy, ktere´ byly pozˇadova´ny, je namı´sto mnozˇiny vra´cena hodnotu null.
Tı´mto konkre´tnı´ implementace ihned zjistı´, zˇe aktua´lnı´ webova´ aplikace jejı´ knihovnu
nepotrˇebuje.
Pokud dana´ knihovna realizuje rozhranı´ ServletContainerInitializer a je za´rovenˇ umı´s-
teˇna ve slozˇce WEB-INF/lib, tedy nenı´ dostupna´ vsˇem aplikacı´m, ny´brzˇ pouze jedne´, je
notifikova´na pouze prˇi startu te´to webove´ aplikace. O inicializaci ostatnı´ch webovy´ch
aplikacı´ se nedozvı´. Pokud je navı´c take´ vyrˇazena pomocı´ absolute-ordering elementu, jejı´
prˇı´padne´ implementace typu ServletContainerInitializer jsou ignorova´ny. Takte´zˇ je nutne´
zmı´nit, zˇe metoda onStartup je vola´na prˇed vsˇemi posluchacˇi konkre´tnı´ webove´ aplikace.
Pro inspiraci, jak mu˚zˇe by´t konkre´tnı´ ServletContainerInitializer implementova´n, se,
prosı´m, podı´vejte na vy´pis 9. Ten obsahuje realizaci zavadeˇcˇe pro JSF 2.019, ktera´ jizˇ
vy´hod rozhranı´ ServletContainerInitializer vyuzˇı´va´.
@HandlesTypes({
javax.faces.component.FacesComponent.class
// ruzne dalsi JSF specificke typy
})
public class FacesInitializer implements ServletContainerInitializer {
private static final String FACES SERVLET CLASS = javax.faces.webapp.FacesServlet.
class.getName();
public void onStartup(Set<Class<?>> classes, ServletContext servletContext)
throws ServletException {
if (shouldCheckMappings(classes, servletContext)) {
Map<String, ? extends ServletRegistration> existing = servletContext.
getServletRegistrations();
for (ServletRegistration registration : existing .values()) {
if (FACES SERVLET CLASS.equals(registration.getClassName())) {
// FacesServlet jiz byl definovan
return;
}
19JSF 2.0 technologie je definova´na v JSR 314.
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}
// zaregistrujeme FacesServlet
ServletRegistration reg =
servletContext.addServlet(”FacesServlet”,
”javax.faces.webapp.FacesServlet”);
// namapujeme jej na potrebne URL
reg.addMapping(”/faces/∗”, ”∗. jsf ” , ”∗.faces”) ;
}
}
private boolean shouldCheckMappings(Set<Class<?>> classes,
ServletContext context) {
if (classes != null && !classes.isEmpty()) {
// aktualni webova aplikace vyuziva JSF
return true;
}
return false;
}
}
Vy´pis 9: Implementace rozhranı´ ServletContainerInitializer v JSF 2.0
3.7 Anotace pro definici bezpecˇnostnı´ch omezenı´
Jizˇ vı´me, zˇe servlety lze nynı´ deklarovat take´ pomocı´ anotace WebServlet. Tuto anotaci
vsˇak jizˇ nelze pouzˇı´t pro definova´nı´ jejich bezpecˇnostnı´ch omezenı´. Tento nedostatek
specifikace tedy rˇesˇı´ tı´m, zˇe zava´dı´ trˇi dalsˇı´ anotace, ktere´ mu˚zˇeme k teˇmto u´cˇelu˚m
pouzˇı´t. Tyto anotace jsou tedy rovnocennou alternativou k security-constraint elementu
deployment descriptoru.
Hlavnı´ anotacı´ je anotace javax.servlet.annotation.ServletSecurity, ktera´ se deklaruje na
jednotlive´ servletove´ trˇı´dy. Nelze ji tedy specifikovat prˇı´mo na urcˇite´ doXXX metody,
ale, jak da´le uvidı´te, nenı´ to ani potrˇeba. Zbyly´mi anotacemi jsou anotace HttpConstraint,
respektive javax.servlet.annotation.HttpMethodConstraint, ktere´ se ale pouzˇı´vajı´ pouze jako
parametry prˇi vytva´rˇenı´ anotace javax.servlet.annotation.ServletSecurity.
Pomocı´ anotacı´ HttpConstraint a HttpMethodConstraint se specifikujı´ bezpecˇnostnı´
omezenı´ ke vsˇem, respektive k jednotlivy´m HTTP metoda´m. U obou je tedy mozˇne´
specifikovat jednak role, ktery´m je dovoleno dane´ HTTP metody vyuzˇı´t, tak omezenı´
na bezpecˇnost prˇenosu dat. Takte´zˇ mu˚zˇete definovat, zda pra´zdna´ mnozˇina rolı´ zna-
mena´ u´plnou nedostupnost, nebo pravy´ opak, tedy prˇı´stup vsˇem uzˇivatelu˚m. U anotace
HttpMethodConstraint musı´ by´t navı´c uvedena take´ HTTP metoda, ke ktere´ se omezenı´
vztahujı´.
Jak jsem jizˇ zmı´nil, anotace HttpConstraint a HttpMethodConstraint slouzˇı´ pouze jako
parametry prˇi vytva´rˇenı´ ServletSecurity anotace. Ta tedy prˇijı´ma´ pole objektu˚HttpMethod-
Constraint a jednu instanci typuHttpConstraint. Platı´, zˇe omezenı´ specifikova´na objektem
HttpConstraint, jsou vztazˇena na vsˇechny metody, ktere´ nebyly explicitneˇ uvedeny po-
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mocı´ HttpMethodConstraint objektu˚. Take´ je vhodne´ rˇı´ci, zˇe pole HttpMethodConstraint je
implicitneˇ pra´zdne´ a pokud nezada´te ani objekt HttpConstraint, vytvorˇı´ se jeho vy´chozı´
hodnota, ktera´ povolı´ vstup vsˇem uzˇivatelu˚m a nezabezpecˇeny´ prˇenos dat.
Prˇı´klad 3.4
Pro lepsˇı´ pochopenı´ se´mantiky bezpecˇnostnı´ch anotacı´, se, prosı´m, podı´vejte na tyto
prˇı´klady, ktere´ jsou uvedeny prˇı´mo ve specifikaci:
• Zˇa´dna´ omezenı´ pro vsˇechny HTTP metody:
@ServletSecurity
public class Example1 extends HttpServlet {
}
• U vsˇech metod musı´ by´t pouzˇit bezpecˇny´ prˇenos dat:
@ServletSecurity(@HttpConstraint(transportGuarantee = TransportGuarantee.CONFIDENTIAL))
public class Example2 extends HttpServlet {
}
• Zde je jaky´koliv prˇı´stup zamı´tnut:
@ServletSecurity(@HttpConstraint(EmptyRoleSemantic.DENY))
public class Example3 extends HttpServlet {
}
• Prˇı´stup ke vsˇem HTTP metoda´m je povolen pouze uzˇivatelu˚m s rolı´ R1:
@ServletSecurity(@HttpConstraint(rolesAllowed = ”R1”))
public class Example4 extends HttpServlet {
}
• Zˇa´dna´ omezenı´ pro vsˇechnymetodymimometodGET a POST, kde pro tytometody
je prˇı´stup povolen pouze rolı´m R1. Umetody POSTmusı´ by´t navı´c pouzˇit bezpecˇny´
prˇenos dat:
@ServletSecurity((httpMethodConstraints = {
@HttpMethodConstraint(value = ”GET”, rolesAllowed = ”R1”),
@HttpMethodConstraint(value = ”POST”, rolesAllowed = ”R1”,
transportGuarantee = TransportGuarantee.CONFIDENTIAL)})
public class Example5 extends HttpServlet {
}
• U vsˇech metod, mimo metodu TRACE, je prˇı´stup povolen pouze rolı´m R1. Metoda
TRACE je zaka´za´na u´plneˇ.:
@ServletSecurity(value = @HttpConstraint(rolesAllowed = ”R1”),
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httpMethodConstraints = @HttpMethodConstraint(value=”TRACE”,
emptyRoleSemantic = EmptyRoleSemantic.DENY))
public class Example7 extends HttpServlet {
}
Jen pro zajı´mavost. Ani jedna ze trˇı´ novy´ch anotacı´ v prˇı´pravny´ch verzı´ch specifikace
vu˚bec nefigurovala. Pro jejich u´cˇely se vyuzˇı´valo standardnı´ch anotacı´ ze specifikace JSR
250, tedy anotacı´ DenyAll, PermitAll a RolesAllowed. Navı´c k nim meˇla prˇiby´t take´ nova´
anotace TransportProtected. Uka´zalo se vsˇak, zˇe toto rˇesˇenı´ ma´ neˇkolik nedostatku˚, a tak se
nakonec nevyuzˇilo. Jeden z nedostatku˚ byl naprˇı´klad ten, zˇe se tyto anotace va´zˇı´ pouze
k metoda´m dane´ trˇı´dy, a tudı´zˇ nemajı´ vliv na zdeˇdeˇne´ metody. Toto je proble´m, protozˇe
HTTP servlety veˇtsˇinou rozsˇirˇujı´ trˇı´du HttpServlet.
3.8 Programova´ autentizace uzˇivatelu˚
Dalsˇı´ novinka v oblasti bezpecˇnosti, kterou na´m nejnoveˇjsˇı´ verze servletove´ specifikace
prˇinesla, jsoumetody authenticate(HttpServletResponse), login(String, String) a logout(). Tyto
metody jsou definova´ny v rozhranı´ HttpServletRequest, a jizˇ z jejich na´zvu˚ je patrne´, k
jake´mu u´cˇelu slouzˇı´.
Metoda authenticate prova´dı´ autentizaci aktua´lnı´ho uzˇivatele. To, jaky´ typ autenti-
zace se aktua´lneˇ vyuzˇije, za´lezˇı´ na nastavenı´ login-config elementu. Pokud je uzˇivatel
u´speˇsˇneˇ autentizova´n, metoda vra´tı´ true a zarucˇı´, zˇe metody jako getUserPrincipal(), ge-
tRemoteUser a isUserInRole(String) budou vracet ocˇeka´vane´ hodnoty. Metodu authenticate
spolu s vyuzˇitı´m metody isUserInRole tedy mu˚zˇeme cha´pat jako alternativu k elementu
auth-constraint, cozˇ mu˚zˇete videˇt take´ na vy´pisech 10 a 11, pomocı´ nichzˇ dosa´hneme
ekvivalentnı´ funkcionality.
<security−constraint>
<web−resource−collection>
<web−resource−name>Zabezpecena sekce</web−resource−name>
<url−pattern>URL zabezpeceneho servletu</url−pattern>
<http−method>GET</http−method>
<http−method>POST</http−method>
</web−resource−collection>
<auth−constraint>
<role−name>admin</role−name>
</auth−constraint>
</security−constraint>
Vy´pis 10: Nastavenı´ autentizace pomocı´ deployment descriptoru
@Override
protected void doGet(HttpServletRequest request, HttpServletResponse response)
throws ServletException, IOException {
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boolean authenticated = false;
try {
authenticated = request.authenticate(response);
} catch (IllegalStateException illegalStateException ) {
} catch (IOException ioException) {
} catch (ServletException servletException) {
}
if (authenticated && request.isUserInRole(”admin”)) {
// byznys logika
} else {
response.setStatus(HttpServletResponse.SC FORBIDDEN);
}
}
@Override
protected void doPost(HttpServletRequest request, HttpServletResponse response)
throws ServletException, IOException {
doGet(request, response);
}
Vy´pis 11: Uka´zka programove´ autentizace
Druhou metodou je metoda login a je s podivem, zˇe tato metoda byla prˇida´na do
servletu˚ azˇ nynı´. Pomocı´ nı´ jsme totizˇ schopni prove´st kontejnerem rˇı´zenou autentizaci
jmen a hesel, ktere´ jsme neˇjaky´m zpu˚sobem zı´skali od uzˇivatelu˚. Tedy od te´to chvı´le je
mozˇne´ uzˇivatele autentizovat libovolny´m zpu˚sobem i prˇi vyuzˇitı´ servletove´ho kontejneru
jako spra´vce prˇihlasˇovacı´ch u´daju˚. Take´ metody typu getUserPrincipal, getRemoteUser a
isUserInRole budou v prˇı´padeˇ pouzˇitı´ te´to metody funkcˇnı´.
Metoda login tedy prˇijı´ma´ dva rˇeteˇzce, a to uzˇivatelske´ jme´no a heslo. Kdykoliv ji
zavola´te, zkusı´ obdrzˇene´ u´daje autentizovat aktua´lneˇ nastaveny´m prˇihlasˇovacı´mmecha-
nismem. Je zrˇejme´, zˇe mechanismus musı´ podporovat autentizaci na za´kladeˇ jme´na a
hesla, nebot’jsou prˇijı´ma´ny pouze tyto dva u´daje. Tedy naprˇı´klad autentizaci klientsky´m
certifika´tem nelze s metodou login pouzˇı´t. V prˇı´padeˇ, zˇe se autentizace zdarˇı´, metoda
nastavı´ take´ platna´ data pro metody getUserPrincipal, getRemoteUser, getAuthType a isUse-
rInRole. V opacˇne´m prˇı´padeˇ skoncˇı´ s chybou typu ServletException. Ne nadarmo se rˇı´ka´,
zˇe metoda login vlastneˇ nahrazuje prˇihlasˇova´nı´ typu FORM.
Trˇetı´ metoda je metoda logout, ktera´ je k metodeˇ login komplementa´rnı´. Tedy pro-
vede odhla´sˇenı´ aktua´lnı´ho uzˇivatele a zarucˇı´, zˇe metody getUserPrincipal, getRemoteUser
a getAuthType budou vracet hodnotu null.
3.9 Mozˇnost volby techniky pro spra´vu relacı´
Servlet API noveˇ obsahuje funkcionalitu, ktera´ na´m dovolı´ vynutit techniku pro vytva´rˇenı´
relacı´ dane´ webove´ aplikace. Mu˚zˇeme zvolit jednu z mozˇnostı´ COOKIE, URL, SSL anebo
jejich kombinaci, prˇicˇemzˇ platı´, zˇe mozˇnost SSL kombinova´na by´t nemu˚zˇe.
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COOKIE mozˇnost znamena´, zˇe se pouzˇijı´ standardnı´ cookie, URL vynucuje techniku
prˇepisova´nı´ adres a SSL narˇizuje vyuzˇitı´ SSL protokolu, ze ktere´ho jsou na´sledneˇ zı´ska´na
data, ktera´ jednotlive´ uzˇivatele jednoznacˇneˇ identifikujı´.
API je reprezentova´nometodami setSessionTrackingModes(Set<SessionTrackingModes>),
getEffectiveSessionTrackingModes(), getDefaultSessionTrackingModes() v rozhranı´ ServletCon-
text a vy´cˇtem javax.servlet.SessionTrackingMode. Prvnı´ metodou nastavujeme techniky,
ktere´ pozˇadujeme, aby servletovy´ kontejner aktua´lneˇ vyuzˇı´val, druhou mu˚zˇeme zjistit,
jake´ techniky jsou v soucˇasne´ dobeˇ pouzˇı´va´ny a trˇetı´ na´m vra´tı´ techniky, ktere´ kontejner
pouzˇı´va´ implicitneˇ. Metodu setSessionTrackingModes lze vsˇak volat jen do te´ doby, nezˇ je
dana´ webova´ aplikace inicializova´na.
3.10 Podpora konfigurace atributu˚ kontejnerem generovany´ch cookie
Od te´to chvı´le jizˇ zˇa´dne´ JSESSIONID! Samozrˇejmeˇ tato veˇta je mysˇlena pouze jako nad-
sa´zka toho, zˇe, od nejnoveˇjsˇı´ verze servletove´ specifikace, jsme schopni nastavit take´
atributy teˇch cookie, ktere´ nevytva´rˇı´me sami, ale generuje je samotny´ servletovy´ kontej-
ner pro spra´vu relacı´, tedy v prˇı´padeˇ HTTP to jsou pra´veˇ ony JSESSIONID. A procˇ jizˇ
zˇa´dne´ JSESSIONID? To z toho du˚vodu, zˇe je dovolenomeˇnit i na´zev teˇchto generovany´ch
cookie na libovolnou hodnotu, ktera´ ale, samozrˇejmeˇ, musı´ by´t v souladu se specifikacı´
RFC 2109, jenzˇ HTTP cookie definuje.
Konfigurace jednotlivy´ch atributu˚ je prova´deˇna prˇes nove´ rozhranı´ javax.servlet.-
SessionCookieConfig, ktere´ je vytva´rˇeno v jedne´ instanci pro kazˇdou webovou aplikaci.
Toto rozhranı´ lze zı´skat metodou getSessionCookieConfig() na objektech typu ServletCon-
text. Jedine´ omezenı´ je v tom, zˇenastavovat jednotlive´ atributynemu˚zˇe kdykoliv, alepouze
do te´ doby, nezˇ je dana´ webova´ aplikace inicializova´na, respektive inicializova´n odpovı´-
dajı´cı´ ServletContext objekt. Tedy nastavenı´ jednotlivy´ch atributu˚ obvykle provedeme v
metoda´ch contextInitialized(ServletContextEvent) ServletContextListener posluchacˇu˚.
Samozrˇejmeˇ je jasne´, zˇe naprosta´ veˇtsˇina z na´s tuto novou funkcionalitu zrˇejmeˇ nevy-
uzˇije20, ovsˇem v urcˇity´ch prˇı´padech se mu˚zˇe hodit. Prˇedstavte si naprˇı´klad situaci, kdy
ma´te neˇkolik aplikacˇnı´ch serveru˚, prˇed ktere´ je postaven SSL load balancer pro rˇı´zenı´ za´-
teˇzˇe. Jednotlive´ aplikacˇnı´ servery s load balancerem komunikujı´ pomocı´ cˇiste´ho HTTP a
on samotny´ komunikuje s klienty pomocı´ HTTPS (tuto topologii mu˚zˇete videˇt na obra´zku
421). Zde je nutne´, aby i cookie, ktere´ vytvorˇı´ jednotlive´ aplikacˇnı´ servery, byly oznacˇeny
jako secure a byly tak chra´neˇny i na cesteˇ mezi klientem a load balancerem.
3.11 Podpora HttpOnly cookies
Dalsˇı´ zmeˇnou ty´kajı´cı´ se cookie dat a bezpecˇnosti, je podpora nove´ho HttpOnly atributu,
ktery´ lze nastavit jak pro vlastnı´ cookie, tak pro cookie generovane´ servletovy´m kontej-
nerem.
20Naprˇı´klad samotna´ specifikace rˇı´ka´, zˇemeˇnit na´zev teˇchto cookie bychommeˇli jen ve vy´jimecˇny´ch prˇı´pa-
dech, nebot’to mu˚zˇe mı´t za na´sledek nekompatibilitu vysˇsˇı´ch vrstev, ktere´ vy´chozı´ hodnotu, tj. JSESSIONID,
ocˇeka´vajı´.
21Obra´zek byl prˇevzat z te´to adresy: http://blogs.sun.com/jluehe.
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Obra´zek 4: Topologie serveru˚ prˇı´hodna´ k programove´ zmeˇneˇ parametru˚ cookie
Pokud tento atribut uvedete22, znamena´ to, zˇe dana´ cookie nebude dostupna´ klient-
sky´m skriptu˚m a jejı´ odcizenı´ tak bude o neˇco slozˇiteˇjsˇı´. Bohuzˇel tento atribut doposud
nenı´ soucˇa´stı´ zˇa´dne´ specifikace, a taknenı´ implementova´nvsˇemiprohlı´zˇecˇi.Dalsˇı´ nevy´ho-
dou je fakt, zˇeHttpOnly cookie nejsou nijak chra´neˇny v prˇı´padeˇ vyuzˇitı´XMLHTTPRequest
objektu, ale snad se i tento nedostatek podarˇı´ vyrˇesˇit23.
I prˇes vy´sˇe zmı´neˇne´ nedostatky, je pouzˇitı´ HttpOnly atributu pro relacˇnı´ cookie vy´-
hodne´ jizˇ nynı´. Ty prohlı´zˇecˇe, ktere´ jej neznajı´, ho ignorujı´ a navı´c XMLHTTPRequest
takte´zˇ nenı´ proble´mem, nebot’relacˇnı´ cookie se obvykle zası´lajı´ pouze jednou, a tudı´zˇ pro
na´sledne´ XMLHTTPRequest pozˇadavky jizˇ zasla´ny nebudou. Teˇchto faktu˚ si byli samo-
zrˇejmeˇ veˇdomi take´ lide´ z expertnı´ skupiny, a tak servletova´ specifikace obsahuje veˇtu,
ktera´ kazˇde´mu 3.0 kontejneru narˇizuje poskytovat mozˇnost nastavenı´ vy´chozı´ hodnoty
HttpOnly atributu. Tato hodnota se pak vyuzˇije pro vsˇechny cookie, u ktery´ch nebyl
HttpOnly atribut explicitneˇ stanoven.
Podrobneˇjsˇı´ popis HttpOnly atributu a tabulku prohlı´zˇecˇu˚, ktere´ jej implementujı´,
mu˚zˇete najı´t na stra´nka´ch OWASP24.
3.12 Podpora HTTP pozˇadavku˚ typu multipart/form-data
Pokud jste neˇkdy programovali servlet, ktery´ zpracova´val soubory zaslane´ HTML for-
mula´rˇi25, jisteˇ vı´te, zˇe tento proces nebyl azˇ tak prˇı´mocˇary´, jak by mohl by´t. Do minule´
verze servletu˚ existovaly v podstateˇ dveˇ mozˇnosti, jak HTTP POST pozˇadavky typu
multipart/form-data, ktery´ch se prˇi zası´la´nı´ HTML formula´rˇu˚ se soubory vyuzˇı´va´, zpraco-
vat. Prvnı´, a obvyklou, metodou bylo vyuzˇitı´ neˇktere´ z knihoven, ktere´ tuto funkcionalitu
22Uva´dı´ se bez jake´koliv hodnoty, tak jako naprˇı´klad atribut secure.
23Viz naprˇı´klad https://lists.owasp.org/pipermail/webappsec/2008-May/000597.html.
24Viz URL http://www.owasp.org/index.php/HTTPOnly.
25Specifikace k uploadu souboru˚ lze najı´t zde: http://www.w3.org/TR/html401/interact/forms.html#h-
17.13.4.2 a zde: http://www.ietf.org/rfc/rfc2388.txt.
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jizˇ nabı´zı´26 a druhou, zpracova´nı´ pozˇadavku dle RFC 2388 vlastnı´mi silami, cozˇ ale nenı´
azˇ tak jednoduche´, jak by se mohlo na prvnı´ pohled zda´t (stacˇı´ si projı´t zdrojove´ ko´dy
vy´sˇe zmı´neˇny´ch knihoven). Zrˇejmeˇ nejpouzˇı´vaneˇjsˇı´ knihovna byla ta od Jasona Hun-
tera27, ktery´ se v prostrˇedı´ servletu˚ pohybuje jizˇ dlouho a je cˇlenem expertnı´ch skupin,
ktere´ jsou zodpoveˇdne´ za vytvorˇenı´m jednotlivy´ch servletovy´ch specifikacı´.
Od te´to verze servletove´ specifikace zˇa´dnou externı´ knihovnu pro zpracova´nı´ multi-
part/form-data pozˇadavku˚ jizˇ pouzˇı´vat nemusı´me, jelikozˇ bylo prˇida´no nove´ API, ktere´
tuto funkcionalitu realizuje. S nejveˇtsˇı´ pravdeˇpodobnostı´ za tı´mto API stojı´ pra´veˇ Jason
Hunter a projekt Commons Upload, jelikozˇ jeho podoba se od pu˚vodnı´ knihovny Jasona
a Commons Upload API prˇı´lisˇ nelisˇı´.
API je velmi jednoduche´ a je reprezentova´no metodami getParts() a getPart(String)
v rozhranı´ HttpServletRequest a anotacı´ MultipartConfig z nove´ho balı´cˇku javax.servlet.an-
notation. Princip je takovy´, zˇe pokud je urcˇity´ servlet anotova´n MultipartConfig anotacı´
a prˇı´chozı´ pozˇadavek je typu multipart/form-data, mu˚zˇe programa´tor v dane´m servletu
(poprˇı´padeˇ ve filtru, ktery´ je pro dany´ servlet prˇirˇazen) volat vy´sˇe zmı´neˇne´ metody
pro zı´ska´nı´ objektu˚ typu javax.servlet.http.Part. Tyto objekty reprezentujı´ jednotlive´ prvky
odeslane´ho formula´rˇe. Na vy´pisu 12, respektive 13 mu˚zˇete videˇt uka´zkovy´ HTML for-
mula´rˇ, ktery´ odesı´la´ jme´no a obsah jednoho souboru, respektive ko´d servletu, ktery´ ho
zpracova´va´.
<form action=”cesta/k/FileUploadServlet” method=”post”
enctype=”multipart/form−data”>
<p>Nazev souboru: <input name=”nazev” type=”text”/></p>
<p>Soubor: <input name=”soubor” type=”file”/></p>
<p><input type=”submit” value=”Odeslat soubor”/></p>
</form>
Vy´pis 12: HTML formula´rˇ pro upload souboru˚
@MultipartConfig(location = ”C:\\uploads”, maxRequestSize = 2000000,
maxFileSize = 1000000, fileSizeThreshold = 50)
public class FileUploadServlet extends HttpServlet {
@Override
protected void doPost(HttpServletRequest request, HttpServletResponse response)
throws ServletException, IOException {
try {
Part nazev = request.getPart(”nazev”);
Part soubor = request.getPart(”soubor”);
InputStream nazevSouboru = nazev.getInputStream();
InputStream obsahSouboru = soubor.getInputStream();
// kod, ktery zpracovava obsah jednotlivych casti
} catch (ServletException servEx) {
26Soupis teˇchto knihoven je dostupny´ naprˇı´klad zde: http://www.jguru.com/faq/view.jsp?EID=160.
27Knihovna je sta´le dostupna´ ke stazˇenı´ pod URL http://www.servlets.com/cos/.
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// pozadavek neni typu multipart/form−data
} catch (IOException ioEx) {
// nastala I /O chyba pri zpracovani pozadavku
} catch (IllegalStateException illStEx ) {
// telo pozadavku je vetsi nez 2MB nebo nektera z casti je vetsi
nez 1MB (tyto velikosti jsou nastavene v anotaci MultipartConfig)
}
}
}
Vy´pis 13: Pouzˇitı´MultipartConfig anotace
Rozhranı´ Part je velmi proste´ a nabı´zı´ neˇkolik metod, pomocı´ nichzˇ mu˚zˇeme zı´skat
ru˚zne´ informace o dane´ cˇa´sti (naprˇ. jejı´ obsah, jme´no, velikost, datovy´ typ) anebo danou
cˇa´st zapsat na pevny´ disk.
Pomocı´ anotace MultipartConfig jsme zase schopni definovat, do jake´ slozˇky se bu-
dou ukla´dat docˇasne´ soubory pro jednotlive´ cˇa´sti (nebo soubory vytvorˇene´ metodou
write(String) v rozhranı´ Part), velikostnı´ limity jak pro cely´ pozˇadavek tak cˇa´sti a v ne-
poslednı´ rˇadeˇ take´ velikost, od ktere´ se pro danou cˇa´st vytvorˇı´ soubor, a tudı´zˇ nebude
servletovy´m kontejnerem uchova´va´na v pameˇti.
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4 Realizace vlastnı´ho servletove´ho kontejneru
Hlavnı´m u´kolem te´to pra´ce, vedle popisu novinek v nejnoveˇjsˇı´ verzi servletove´ specifi-
kace, byla realizace vlastnı´ho jednoduche´ho servletove´ho kontejneru. Takovy´to kontejner
jsem tedy implementoval (pojmenoval jsem jej, mozˇna´ trosˇku troufale, „Pike“, cozˇ cˇesky
znamena´ „sˇtika“) a proces jeho realizace je uveden v na´sledujı´cı´ch trˇech podkapitola´ch.
Prˇedem bych chteˇl ale zdu˚raznit, zˇe vytvorˇeny´ kontejner je pouze takovy´ „Proof-of-
Concept“, jak by se rˇeklo v terminologii technologie RUP28, nebot’ si neklade za cı´l by´t
se servletovou specifikacı´ plneˇ kompatibilnı´ a tı´m pa´dem vyhoveˇt TCK29 pro JSR 315, ale
pouze podat na´hled, jaky´m zpu˚sobem mohou by´t steˇzˇejnı´ cˇa´sti technologie Java Servlet
3.0 implementova´ny.
Poneˇvadzˇ servletovy´ch kontejneru˚, ktere´ implementujı´ minule´ verze servletu˚, jizˇ exis-
tuje neˇkolik, a veˇtsˇinou take´ mı´vajı´ verˇejneˇ dostupne´ zdrojove´ ko´dy, realizoval jsem svu˚j
kontejner tak, aby nabı´zel pouze za´kladnı´ funkcionalitu z prˇedesˇly´ch verzı´ servletove´
specifikace (jakou prˇesneˇ, je uvedeno v na´sledujı´cı´ch podkapitola´ch), ale, oproti tomu,
umozˇnil vyuzˇitı´ hlavnı´ch novinek z verze 3.0.
Vlastnı´ realizaci jsem tedy rozdeˇlil celkem do trˇı´ kroku˚. V tom prve´m jsem nejprve
polozˇil za´klad cele´ho kontejneru, na neˇmzˇ jsemna´sledneˇ ve druhe´m a trˇetı´m kroku staveˇl.
Tedyvy´stupemprvnı´ cˇa´sti byla za´kladnı´ architektura, ktera´ umozˇnˇovala pouzeprimitivnı´
obsluhuHTTP pozˇadavku˚ vlastnı´mi silami a o servletech doposud nic neveˇdeˇla. Servlety
(tj. servletove´ API a se´mantiku servletove´ specifikace) jsem realizoval azˇ v kroku druhe´m,
ktery´ jizˇ, na sve´m konci, obsahoval plnohodnotny´ servletovy´ kontejner, ktery´ umozˇnil
pra´ci se za´kladnı´mi prvky Servlet 2.5 technologie. Ve trˇetı´m, a poslednı´m kroku, jsem
postupneˇ realizoval jednu servletovou novinku za druhou, kde porˇadı´ realizace jsem
stanovil tak, abych vzˇdy, prˇi vy´voji na´sledujı´cı´ novinky, mohl nava´zat na jizˇ vytvorˇene´
API. Tı´mto jsem tedy aplikoval jednu ze sˇesti doporucˇeny´ch praktik prˇi tvorbeˇ software,
a to iterativnı´ zpu˚sob vy´voje.
Realizace prvnı´ho kroku je uvedena v podkapitole 4.1, druhy´ krok je popsa´n v podka-
pitole 4.2 a konecˇneˇ trˇetı´ v podkapitole 4.3. Tyto podkapitoly jsou da´le cˇleneˇny domensˇı´ch
cˇa´stı´, prˇicˇemzˇ platı´, zˇe kazˇda´ cˇa´st do kontejneru veˇtsˇinou prˇida´va´ novou funkcionalitu
a vytva´rˇı´ tak jeho dalsˇı´ verzi. Tedy tyto cˇa´sti lze zjednodusˇeneˇ cha´pat jako realizace jed-
notlivy´ch iteracˇnı´ch cyklu˚. Pro snazsˇı´ studium jednotlivy´ch zmeˇn, ktere´ kazˇda´ iterace
prˇinesla, jsem vzˇdy, po jejı´m konci, vytvorˇil kopii aktua´lnı´ch zdrojovy´ch ko´du˚ a tyto data
na´sledneˇ umı´stil na prˇilozˇene´ CD30. Da´le je nutne´ rˇı´ci, zˇe v textu neuva´dı´m zˇa´dne´ imple-
mentacˇnı´ detaily, ktery´ch jsem se prˇi vy´voji kontejneru Pikemusel drzˇet, nebot’si myslı´m,
zˇe by tyto informace byly nadbytecˇne´ a zabraly by navı´c prˇı´lisˇ mnoho stra´nek. To, co v
textu popisuji, je architektura kontejneru z „ptacˇı´“ perspektivy. K tomuto u´cˇelu je, krom
28Rational Unified Process je softwarovy´ proces pu˚vodneˇ vyvinuty´ spolecˇnostı´ Rational Software Corpo-
ration, ktera´ je dnes divizı´ firmy IBM, jehozˇ hlavnı´ devı´zou je iterativnı´ zpu˚sob vy´voje software. Pro vı´ce
informacı´ o tomto procesu, navsˇtivte, prosı´m, tuto URL: http://www.ibm.com/software/awdtools/rup/.
29Technology Compatibility Kit je sada testu˚, ktera´ se vytva´rˇı´ pro kazˇde´ JSR, a jenzˇ ma´ za u´kol proveˇrˇit,
zda jsou jejı´ implementace ve shodeˇ se specifikacı´. Vı´ce informacı´ viz http://jcp.org/en/procedures/jcp2.
30Zdrojove´ ko´dy jsou dostupne´ ve formeˇ projektu˚ do Eclipse IDE, kde byla vyuzˇita verze 3.5.1. Eclipse
IDE si mu˚zˇete sta´hnout z te´to adresy: http://www.eclipse.org/downloads/.
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textove´ho popisu, take´ mnohdy vyuzˇito sluzˇeb UML31, cozˇ je na´stroj, k vytva´rˇenı´ abs-
traktnı´ch modelu˚, velmi vhodny´. Prˇi na´vrhu architektury jsem se take´ snazˇil praktikovat
komponentnı´ prˇı´stup, ktery´ je, spolu s vizua´lnı´m modelova´nı´m, dalsˇı´ z doporucˇovany´ch
technik pro vy´voj software.
4.1 Na´vrh za´kladnı´ architektury
Jak jsem jizˇ uvedl, tato podkapitola popisuje na´vrh a realizaci za´kladnı´ architektury vlast-
nı´ho servletove´ho kontejneru. Abychom vsˇak byli schopni tuto architekturu vu˚bec vy-
tvorˇit, musı´me nejprve identifikovat jejı´ jednotlive´ cˇa´sti. Tedy nelze zacˇı´t nicˇı´m jiny´m, nezˇ
stanovenı´m hlavnı´ch funkcˇnı´ch a nefunkcˇnı´ch pozˇadavku˚, ktere´ bude muset vytva´rˇeny´
kontejner, respektive za´kladnı´ architektura realizovat32. Je jasne´, zˇe pro stanovenı´ pozˇa-
davku˚ nelze pouzˇı´t klasicky´ch technik jako naprˇı´klad rozhovoru˚ s budoucı´mi uzˇivateli
syste´mu, jelikozˇ je realizova´na specifikace a nikoliv aplikacˇnı´ software. Tudı´zˇ pozˇadavky
musı´me zı´skat odjinud a jiny´mi zpu˚soby. Jelikozˇ vsˇak implementujeme specifikaci, pro
kterou navı´c jizˇ existujı´ funkcˇnı´ realizace (i kdyzˇ trˇeba pro starsˇı´ verze), je zrˇejme´, odkud
pozˇadavky zı´ska´me. Zı´ska´me je celkem ze trˇı´ zdroju˚, a to ze servletove´ specifikace, ser-
vletove´ho API a jizˇ existujı´cı´ch servletovy´ch kontejneru˚, u ktery´ch lze s vy´hodou pouzˇı´t
empirie.
Pokud si tyto zdroje letmo prostudujete, jisteˇ Va´s ihned napadnou steˇzˇejnı´ funkcˇnı´ a
nefunkcˇnı´ pozˇadavky na servletove´ kontejnery, ktere´ jsou uvedeny v tabulce 133. Vsˇechny
tyto pozˇadavky, mimo pozˇadavku˚ REQ0003 a REQ0006, ktere´ se ty´kajı´ pouze servletu˚, a
jimizˇ se tedy zaby´va´m azˇ ve druhe´m kroku, musı´ zcela jisteˇ za´kladnı´ architektura kazˇ-
de´ho servletove´ho kontejneru realizovat. Tyto pozˇadavky tedy dohromady tvorˇı´ vsˇechny
jejı´ cˇa´sti. Skla´da´ se tudı´zˇ z webove´ho serveru, ktery´ poskytuje komunikacˇnı´ kana´ly, prˇes
ktere´ jsou prˇijı´ma´ny HTTP pozˇadavky a odesı´la´ny HTTP odpoveˇdi, souboru˚ a trˇı´d, ktere´
doka´zˇou servletovy´ kontejner spustit a ukoncˇit, da´le ze za´kladnı´ho konfiguracˇnı´ho sub-
syste´mu a v neposlednı´ rˇadeˇ take´ ze samotne´ distribuce. Obsahem te´to podkapitoly je
tedy na´vrh a realizace teˇchto jednotlivy´ch pozˇadavku˚.
4.1.1 HTTP server
Tato podkapitola je prvnı´ iteracı´ a jizˇ z jejı´ho na´zvu mu˚zˇete odhadnout, zˇe se zaby´va´
realizacı´ HTTP serveru, tj. pozˇadavku REQ0004. Webovy´m serverem zacˇı´na´m z toho
du˚vodu, protozˇe tvorˇı´ „pa´terˇ“ kazˇde´ho servletove´ho kontejneru, na kterou se pak snadno
31Unified Modeling Language je modelovacı´ jazyk, pomocı´ neˇjzˇ jsme schopni dokumentovat vyvı´jeny´
syste´m. Vı´ce informacı´, o te´to technologii, lze najı´t naprˇı´klad zde: http://www.uml.org/.
32Prˇi na´vrhu beˇzˇny´ch aplikacı´ bychom zrˇejmeˇ ihned nezacˇali stanovenı´m pozˇadavku˚, ale identifikacı´
jednotlivy´ch akte´ru˚ budoucı´ho syste´mu. Nicme´neˇ v prˇı´padeˇ servletove´ho kontejneru je to zbytecˇne´, nebot’
funkcˇnı´ch pozˇadavku˚, a tı´m pa´dem take´ akte´ru˚, je velmi ma´lo. Klasicky´mi akte´ry zde mohou by´t naprˇı´klad
„Koncovy´ uzˇivatel“ a „Opera´tor“, kde koncovy´m uzˇivatelem je mysˇleno neˇco, co na kontejner zası´la´ HTTP
pozˇadavky a prˇijı´ma´ HTTP odpoveˇdi a opera´torem pak neˇkdo, kdo ma´ fyzicky´ prˇı´stup k samotne´ distribuci
kontejneru a je schopen jej naprˇı´klad zastavit cˇi konfigurovat.
33U pozˇadavku˚ je uveden pouze jejich na´zev a kra´tky´ popis, jelikozˇ si myslı´m, zˇe jsou tak zrˇejme´, aby tyto
informace plneˇ dostacˇovaly. Neuva´dı´m tedy naprˇı´klad jejich sce´na´rˇe, prima´rnı´ akte´ry atd.
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ID Typ Na´zev Popis Pu˚vod
REQ0001 Funkcˇnı´ Spusˇteˇnı´ a ukon-
cˇenı´ servletove´ho
kontejneru
Servletovy´ kontejner
musı´ jı´t spustit a take´
ukoncˇit.
Existujı´cı´
servletove´
kontejnery
REQ0002 Funkcˇnı´ Konfigurace ser-
vletove´ho kontej-
neru
Servletovy´ kontejner
musı´ jı´t konfigurovat.
Existujı´cı´
servletove´
kontejnery,
servletova´
specifikace
REQ0003 Funkcˇnı´ Nahra´nı´ a ode-
bra´nı´ webove´
aplikace
Servletovy´ kontejner
musı´ umozˇnit nahra´nı´
a prˇı´padne´ odebra´nı´
webovy´ch aplikacı´.
Servletova´
specifikace
REQ0004 Funkcˇnı´ Zpracova´nı´
HTTP pozˇa-
davku˚
Servletovy´ kontejner
musı´ by´t schopen
obslouzˇit HTTP po-
zˇadavky smeˇrˇujı´cı´ na
jednotlive´ webove´
aplikace.
Servletova´
specifikace
REQ0005 Nefunkcˇnı´ Servletova´ speci-
fikace
Servletovy´ kontejner
musı´ by´t realizova´n v
souladu se specifikacı´
JSR 315.
Servletova´
specifikace
REQ0006 Nefunkcˇnı´ Servletove´ API Servletovy´ kontejner
musı´ implementovat
servletove´ API.
Servletova´
specifikace
REQ0007 Nefunkcˇnı´ Distribuce ser-
vletove´ho kontej-
neru
Servletovy´ kontejner
musı´ by´t distribuova´n
jako adresa´rˇ ru˚zny´ch
souboru˚ a slozˇek,
ktere´ umozˇnı´ spra´vnou
funkcˇnost nahrany´ch
webovy´ch aplikacı´.
Existujı´cı´
servletove´
kontejnery
Tabulka 1: Za´kladnı´ pozˇadavky na navrhovany´ servletovy´ kontejner
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prˇida´vajı´ dalsˇı´ funkcionality. Tı´m je tedy elegantneˇ (a velmi jednodusˇe) zarucˇen iterativnı´
postup prˇi vy´voji.
Avsˇak specifikace rˇı´ka´, zˇe servletovy´ kontejner je vlastneˇ pouze cˇa´st webove´ho ser-
veru, ktera´ obsluhuje uzˇivatelske´ pozˇadavky a spravuje zˇivotnı´ cyklus servletu˚. Tedy
k tomu, abychom u´speˇsˇneˇ realizovali servletovy´ kontejner, nutneˇ nemusı´me realizovat
take´ samotny´ webovy´ server. Jiny´mi slovy, servletovy´ kontejner je, na webove´m serveru,
pomeˇrneˇ neza´visla´ komponenta, ktera´ jej vyuzˇı´va´ pouze k naplneˇnı´ sve´ho u´cˇelu. Sa-
mozrˇejmeˇ ale platı´, zˇe servletovy´ kontejner by bez webove´ho serveru postra´dal smyslu,
jelikozˇ by nebyl schopen obslouzˇit ani jeden uzˇivatelsky´ pozˇadavek.
Z vy´sˇe uvedeny´ch du˚vodu˚, HTTP server neimplementuji sa´m, ale vyuzˇiji jizˇ existu-
jı´cı´ho rˇesˇenı´. Navı´c implementovat vy´konny´ HTTP server nenı´ vu˚bec nic jednoduche´ho
a take´ jeho na´vrh by byl pomeˇrneˇ rozsa´hly´. Ovsˇem rˇesˇenı´, ze ktery´ch mohu vybı´rat, nenı´
azˇ tak mnoho, nebot’ jsem nucen dodrzˇet take´ ostatnı´ pozˇadavky, prˇesneˇji pozˇadavky
REQ0005 a REQ0007. Pozˇadavek REQ0007 narˇizuje, aby byl kontejner Pike dostupny´ ve
formeˇ kompaktnı´ distribuce, ktera´ se prosteˇ jen nakopı´ruje na dany´ pocˇı´tacˇ, na´sledneˇ se
spustı´ a ihned bude schopna obsluhovat uzˇivatelske´ pozˇadavky. Nebude se tedy muset
nijak konfigurovat a ani, ke sve´ cˇinnosti, nebude vyuzˇı´vat neˇjaky´ externı´ software. Z
teˇchto du˚vodu˚ je nejvhodneˇjsˇı´, aby byl HTTP server plneˇ zabudovatelny´, tedy realizova´n
jako proste´ API. Toto API navı´c musı´ by´t naprogramova´no v Javeˇ, nebot’tento pozˇadavek
zase narˇizuje servletova´ specifikace, kterou jsem nucen (na za´kladeˇ pozˇadavku REQ0005)
dodrzˇet. Ta navı´c pozˇaduje, aby server take´ podporoval HTTP protokol ve verzi 1.1.
Jako mozˇne´ rˇesˇenı´ HTTP serveru meˇ tedy napadajı´ tyto zpu˚soby:
• Servery z jizˇ existujı´cı´ch kontejneru˚. Prvnı´ mozˇnostı´ je proste´ vyextrahova´nı´ HTTP
serveru z jednoho ze soucˇasny´ch servletovy´ch kontejneru˚ (samozrˇejmeˇ pouze za
prˇedpokladu, zˇe to dovolı´ jeho licence). HTTP server mu˚zˇeme vyextrahovat naprˇı´-
klad z kontejneru Jetty34 cˇi Tomcat35.
• Miniaturnı´ HTTP servery. Dalsˇı´ mozˇnost je vyuzˇitı´ jednoho z mnoha miniaturnı´ch
Java HTTP serveru˚. Lze pouzˇı´t naprˇı´klad balı´cˇek com.sun.net.httpserver, ktery´ je
integrovany´ prˇı´mo do Sun JavaSE.
• Nadstavby NIO frameworku˚. Do te´to skupiny mu˚zˇeme zarˇadit naprˇı´klad projekty
jako AsyncWeb36 cˇi Grizzly, cozˇ jsou vysoce vy´konne´ HTTP servery.
Jako nejlepsˇı´ rˇesˇenı´ se mi zda´ pra´veˇ projekt Grizzly37, vyuzˇiji tedy jej. Grizzly je NIO
framework, cozˇ je platforma urcˇena´ k vytva´rˇenı´ vysoce vy´konny´ch a snadno sˇka´lova-
telny´ch serveru˚. Sˇka´lovatelnost je dosazˇena prˇedevsˇı´m dı´ky tomu, zˇe je, stejneˇ jako u
ostatnı´ch NIO frameworku˚, vyuzˇito asynchronnı´ho vstupu a vy´stupu (prostrˇednictvı´m
34Jetty je noveˇjsˇı´, ale dnes jizˇ velmi oblı´beny´ servletovy´ kontejner. Jeho domovska´ stra´nka je prˇı´stupna´ pod
touto adresou: http://eclipse.org/jetty/.
35Tomcat je zcela jisteˇ nejzna´meˇjsˇı´ a, i kdyzˇ se to tak, na prvnı´ pohled, nemusı´ jevit, doposud take´ nej-
pouzˇı´vaneˇjsˇı´ servletovy´ kontejner, jelikozˇ jej interneˇ vyuzˇı´va´ veˇtsˇina aplikacˇnı´ch serveru˚. Tento kontejner je
dostupny´ pod URL: http://tomcat.apache.org/.
36Vı´ce informacı´ viz http://mina.apache.org/asyncweb/.
37Projekt Grizzly je dostupny´ pod touto URL: https://grizzly.dev.java.net/.
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balı´cˇku˚ java.nio) a realizova´n na´vrhovy´ vzor Reactor38. Dı´ky tomuto faktu, jsou NIO
frameworky dokonalou uka´zkou realizace principu vla´kna pro kazˇdy´ pozˇadavek (viz
podkapitola 3.1.2). Avsˇak hlavnı´m du˚vodem, procˇ volı´m pra´veˇ projekt Grizzly, nenı´ azˇ
tak jeho vy´kon, ale fakt, zˇe je za´rovenˇ i HTTP serverem, jelikozˇ nabı´zı´ take´ HTTP nad-
stavbu.
4.1.1.1 Klı´cˇove´ prvky za´kladnı´ architektury HTTP serverma´me jizˇ zvoleny´,mu˚zˇeme
se tedy pustit do na´vrhu klı´cˇovy´ch rozhranı´ a trˇı´d architektury kontejneruPike, ktera´ bude
jeho reprezentacı´. Jelikozˇ vsˇak chci vyvı´jet komponentneˇ, za´kladnı´ architekturu navrhnu
obecneˇ. Ta tedy nebude prˇı´mo va´za´na na Grizzly server, ale pouze nadefinuje sadu trˇı´d,
ktere´ se na´sledneˇ budou muset implementovat tak, aby interneˇ vyuzˇı´valy pra´veˇ projekt
Grizzly.
Nenı´ nutne´, aby architektura obsahovala mnoho trˇı´d. Stacˇı´, kdyzˇ nabı´dne abstrakci
obecne´ho serveru a komunikacˇnı´ch kana´lu˚, ktere´ se pote´ budou moci realizovat pomocı´
frameworku Grizzly. Architektura se tedy bude skla´dat z prvku˚, ktere´ mu˚zˇete videˇt na
obra´zku 539. Centra´lnı´mbodem je jisteˇ trˇı´daServer, jejı´zˇ zodpoveˇdnost, ale paradoxneˇ nenı´
prˇı´lisˇ velika´ (cozˇ je elegantneˇ zaprˇı´cˇineˇnoOOP principy). Jejı´m prima´rnı´m u´cˇelem je agre-
govat konektory a obsluhovacˇe, cozˇ jsou dalsˇı´ dva steˇzˇejnı´ prvky architektury.Konektor,
jezˇ je reprezentova´n rozhranı´m IConnector, je neˇco, co umı´ prˇijı´mat klientske´ pozˇadavky
a na´sledneˇ je prˇeda´vat serveru. To, jaky´m zpu˚sobem a jake´ typy pozˇadavku˚ prˇı´jme, nenı´
pro architekturu du˚lezˇite´ a je jı´ skryto. Kazˇdy´ konektor pro kazˇdy´ novy´ pozˇadavek je totizˇ
nucen vytvorˇit objekt trˇı´dy Connection. Tento objekt je unika´tnı´ pro kazˇdy´ pozˇadavek a
krom odkazu na konektor, ktery´ jej vytvorˇil, take´ obsahuje referenci na server dane´ho ko-
nektoru, objekt typu IRequest a objekt typu IResponse. Jizˇ z na´zvu˚ teˇchto dvou trˇı´d vyply´va´,
co reprezentujı´. Rozhranı´ IRequest je abstrakcı´ pozˇadavku, ktery´ konektor prˇijal, a ktery´
bude kontejnerem Pike obsluhova´n. Toto rozhranı´ tedy definuje minima´lnı´ kontrakt pro
vsˇechny typy pozˇadavku˚, ktere´ budou konektory prˇijı´mat. Rozhranı´ IResponse definuje
tote´zˇ pro odpoveˇdi. I kdyzˇ to z diagramu nenı´ zrˇejme´, tyto dveˇ rozhranı´ budou velmi po-
dobne´ typu˚m HttpServletRequest a HttpServletResponse, poneˇvadzˇ nenı´ potrˇeba vymy´sˇlet
neˇjakou prˇehnanou abstrakci a veˇtsˇina konektoru˚ bude stejneˇ operovat pouze nad HTTP
protokolem. Pokud vı´m, tak tento princip razı´ take´ mnoho ostatnı´ch kontejneru˚, i kdyzˇ
za´klad servletu˚ je navrzˇen zcela obecneˇ. Avsˇak je nutne´ si rˇı´ci, zˇe, mimoHTTP, se servlety
prˇı´lisˇ neujaly, alesponˇ co se ty´cˇe my´ch dosavadnı´ch znalostı´ a zkusˇenostı´. Druhy´m steˇ-
zˇejnı´m prvkem jsou obsluhovacˇe (objekty implementujı´cı´ rozhranı´ IHandler). Stejneˇ jako
je to u konektoru˚, i teˇchto objektu˚ mu˚zˇe server obsahovat vı´ce a jsou zodpoveˇdne´ za ob-
sluhu pozˇadavku˚, respektive objektu˚ typu Connection. Tzn. kdykoliv je konektorem prˇijat
novy´ pozˇadavek, vytvorˇı´ se novy´ objekt Connection, prˇeda´ se serveru a ten jej na´sledneˇ
(sekvencˇneˇ) postoupı´ vsˇem registrovany´m obsluhovacˇu˚m. Ty pote´ mohou vyuzˇı´t objekt
IResponse pro za´pis odpoveˇdi. Dalsˇı´m neme´neˇ du˚lezˇity´m prvkem architektury je rozhranı´
38Vı´ce informacı´ viz http://en.wikipedia.org/wiki/Reactor pattern.
39Obra´zek 5 je trˇı´dnı´ diagram s vysˇsˇı´ mı´rou abstrakce, ktery´ ma´ za cı´l podat pouze hruby´ na´hled na
hlavnı´ trˇı´dy a rozhranı´. Tedy neuva´dı´ prˇesne´ signatury atributu˚ a metod a ani je neuva´dı´ vsˇechny. Omezenı´
{frozen} znacˇı´ konstanty, omezenı´ {readOnly} znamena´, zˇe trˇı´da nebude poskytovat zˇa´dne´ API pro zmeˇnu
cˇi nastavenı´ dane´ho atributu. Tento typ trˇı´dnı´ho diagramu budu vyuzˇı´va´n i nada´le.
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pike.server
pike.util.component
java.io
 state : State
 listeners [*] {ordered}
 start()
 stop()
<<Interface>>
ILifeCycle
 doStart()
 doStop()
<<Abstract>>
AbstractLifeCycle
 getAtt(name) : Object
 setAtt(name, value)
 removeAtt(name)
 containsAtt(name) : boolean
<<Interface>>
IAttributeHolder
#attributes : Map
<<Abstract>>
MapAttributeHolder
Server
 handle(conn : Connection)
 destroy()
<<Interface>>
IHandler
 server {readOnly}
 name {readOnly}
 host
 port
 open()
<<Interface>>
IConnector localAddr {frozen}
 remoteAddr {frozen}
 localPort {frozen}
 remotePort {frozen}
 isSecure {frozen}
 isConfident {frozen}
Connection
 inputStream {readOnly}
 uri {readOnly}
 bodyLength {readOnly}
 bodyType {readOnly}
 encoding {readOnly}
 protocol {readOnly}
 locales [*] {ordered, readOnly}
 parameters [*] {readOnly}
 headers [*] {readOnly}
 cookies [*] {readOnly}
<<Interface>>
IRequest  outputStream {readOnly}
 length
 type
 encoding
 locale
 isCommited {readOnly}
 headers [*]
 cookies [*]
 flush()
 reset()
<<Interface>>
IResponse
 close()
<<Interface>>
Closeable
1
*
server
*
*
1
1
res
conn1
1
req
conn
1
* con
* {ordered}
*
<<create>>
<<call>>
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Obra´zek 5: Klı´cˇove´ trˇı´dy za´kladnı´ architektury kontejneru Pike
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ILifeCycle, ktere´, pokud jej libovolna´ trˇı´da realizuje, znacˇı´, zˇe je schopna startu a zastavenı´.
Toto rozhranı´ tedy reprezentuje zˇivotnı´ cyklus komponent a implementujı´ jej jak Server,
tak obsluhovacˇi a „konektorˇi“.
4.1.1.2 Na´vrh Grizzly konektoru Rozhranı´ pro konektory je jizˇ definova´no, nynı´ je
potrˇeba jej take´ implementovat. Jak jsem jizˇ uvedl, implementaci provedeme pomocı´
frameworku Grizzly, ktery´ jsem zvolil pro realizaci HTTP sluzˇeb v kontejneru Pike (sa-
mozrˇejmeˇ kdokoliv jiny´ mu˚zˇe prˇidat take´ dalsˇı´ realizace). Implementace bude velmi
jednoducha´, nebot’ na´m stacˇı´ realizovat pouhe´ trˇi rozhranı´, a to IConnector, IRequest a
IResponse.
Zacˇneˇme rozhranı´mi IRequest a IResponse. Jelikozˇ framework Grizzly jizˇ vyuzˇı´va´ sve´
trˇı´dy pro pozˇadavky a odpoveˇdi (pro pozˇadavky definuje trˇı´duGrizzlyRequest, pro odpo-
veˇdi GrizzlyResponse), ktere´ na´m nabı´zejı´ take´ totozˇnou funkcionalitu, rozhranı´ IRequest
a IResponse nerealizuji sa´m, ale vyuzˇiji na´vrhove´ho vzoru Adapter40. Tedy vytvorˇı´m
trˇı´dy RequestAdapter, respektive ResponseAdapter, ktere´ budou implementovat rozhranı´
IRequest, respektive IResponse tak, zˇe v konstruktoru prˇijmou objekty typuGrizzlyRequest,
respektive GrizzlyResponse a ve vsˇech svy´ch metoda´ch budou pouze volat odpovı´dajı´cı´
metody na teˇchto typech. Jejich realizace bude tedy primitivnı´, ale elegantnı´.
A nejinak tomu bude i v prˇı´padeˇ implementace rozhranı´ IConnector. Ta pouze vyuzˇije
dalsˇı´ Grizzly trˇı´du, a to GrizzlyWebServer. Tu v konstruktoru patrˇicˇneˇ nakonfiguruje a v
metodeˇ doStart, kterou definuje trˇı´daAbstractLifeCycle, a jezˇ se bude volat prˇi startu konek-
toru (popisuji da´le), zavola´ jejı´ metodu start. Metoda start zajistı´, zˇe se zacˇne naslouchat
na HTTP pozˇadavky. Pro vı´ce informacı´ se, prosı´m, podı´vejte do dokumentace projektu
Grizzly (konkre´tneˇ na trˇı´du com.sun.grizzly.http.embed.GrizzlyWebServer) a na implemen-
taci trˇı´dy pike.server.conn.grizzly.GrizzlyConnector, ktera´ je dostupna´ jak ve zdrojovy´ch
ko´dech prvnı´ iterace, tak zobrazena v prˇı´loze C (konkre´tneˇ v podkapitole C.1).
4.1.1.3 Tok akcı´ mezi prvky architektury Jak rˇı´ka´ Martin Fowler, ve sve´ zna´me´ knize
o UML[5], zameˇrˇit se pouze na strukturu bez analy´zy chova´nı´ je nesmysl, proto zde
popı´sˇi, jak spolu (a v jake´m porˇadı´) jednotlive´ prvky architektury komunikujı´.
Chova´nı´ architektury za beˇhu je kra´sneˇ videˇt na obra´zku 6. K tomu, abychom ar-
chitekturu vu˚bec spustili (tj. kontejner Pike), musı´me nejprve vytvorˇit instanci objektu
Server. To lze velmi snadno, nebot’ je to neabstraktnı´ verˇejna´ trˇı´da. Pote´ je nutne´ serveru
prˇedat alesponˇ jeden konektor a obsluhovacˇ. Konektor vytvorˇı´me instanciova´nı´m trˇı´dy
GrizzlyConnector (viz prˇedesˇly´ odstavec), ktere´mu prˇeda´me port k nasloucha´nı´, a obslu-
hovacˇ realizacı´ rozhranı´ IHandler, cozˇ je proces te´meˇrˇ totozˇny´ s realizacı´ servletu. Jakmile
toto provedeme, stacˇı´ na serveru zavolat metodu start, ktera´ se jizˇ postara´ o vsˇe ostatnı´.
Tedy o nastartova´nı´ vsˇech obsluhovacˇu˚ (vola´nı´m jejich metod start) na´sledovane´ nastar-
tova´nı´m vsˇech konektoru˚ (takte´zˇ vola´nı´m jejich metod start). Co trˇı´daGrizzlyConnector ve
sve´ metodeˇ start provede, jizˇ vı´me, nastartuje nakonfigurovany´ GrizzlyWebServer, cˇı´mzˇ
se na dane´m portu zacˇne naslouchat na HTTP pozˇadavky. Pokud bychom serveru zˇa´dny´
40Vı´ce informacı´ o tomto vzoru mu˚zˇete nale´zt zde: http://en.wikipedia.org/wiki/Adapter pattern.
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* [ p ro  všechny  obs luhovače ]
* [ p r o  v š e c h n y  k o n e k t o r y ]
* [ pos tupně  na  všech  pos luchač í ch ]
c : Connection
: GrizzlyWebServer
g : GrizzlyConnector
h : IHandler
s : Server
Startující
vlákno
8.2:
8.1.6:
8.1.5.2:
8.1.5.1: handle(c)
8.1.5: handle(c)
8.1.4: setUp(reqA, resA, g, s)
8.1.3: createResponseAdapter(res):resA
8.1.2: createRequestAdapter(req):reqA
8.1.1: <<CREATE>>
8.1: service(req, res)
8: handleNewRequest(req, res)
7.2.1: start()
5: <<CREATE>>
7.2: start()
7.1: start()
7: start()
6: addConnector(g)
4: addHandler(h)
3: <<CREATE>>
2: <<CREATE>>
1: <<CREATE>>
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Obra´zek 6: Tok akcı´ mezi prvky za´kladnı´ architektury kontejneru Pike
konektor neprˇideˇlili, nic by se nestalo, pouze by dany´ Java proces ihned skoncˇil (Grizzly-
WebServer totizˇ nasloucha´ na svy´ch vla´knech), samozrˇejmeˇ pouze v prˇı´padeˇ, zˇe by jizˇ
drˇı´ve nespustil neˇjaka´ jina´ vla´kna.
Obsluha pozˇadavku˚ probı´ha´ takto. Kdykoliv libovolny´ konektor prˇijme novy´ pozˇada-
vek, vytvorˇı´ pro neˇj objekt typu Connection a zavola´ na sve´m prˇideˇlene´m serveru metodu
handle(Connection). Tato metoda na´sledneˇ vola´ sve´ jmenovkyneˇ na vsˇech obsluhovacˇı´ch,
ktere´ byly dane´mu serveru prˇeda´ny. Ty si na´sledneˇ mohou z prˇijate´ho objektu typu Con-
nection zı´skat implementace rozhranı´ IRequest, respektive IResponse (v prˇı´padeˇ konektoru
Grizzly to budou, vy´sˇe zmı´neˇne´, adapte´ry) a prove´st pozˇadovane´ akce. Tı´mto je proces
zpracova´nı´ jednoho pozˇadavku ukoncˇen. Kdykoliv je prˇijat pozˇadavek novy´, provede se
opeˇt to same´.
4.1.2 Distribuce kontejneru Pike
Dalsˇı´ pozˇadavek, ktery´ je nutne´ splnit, je pozˇadavek REQ0007. Ten narˇizuje vytvorˇenı´
distribuce pro servletovy´ kontejner Pike. Distribuce nenı´ nic jine´ho nezˇ prosta´ slozˇka
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obsahujı´cı´ dokumentaci, da´vky pro spusˇteˇnı´ a ukoncˇenı´ kontejneru, knihovny, slozˇku
pro webove´ aplikace, soubory s nastavenı´mi atd.
Pokud se podı´va´te na distribuce zna´my´ch kontejneru˚ jako jsou Jetty cˇi Tomcat, zjistı´te,
zˇe obsahujı´ zhruba tyto adresa´rˇe:
• slozˇka bin. Tato slozˇka veˇtsˇinou obsahuje artefakty nutne´ ke spusˇteˇnı´ (a poprˇı´padeˇ
take´ ukoncˇenı´) kontejneru.
• slozˇka conf. Obsahuje ru˚zne´ soubory s konfiguracı´.
• slozˇka docs. Obsahuje uzˇivatelskou (a neˇkdy take´ programa´torskou) dokumentaci.
• slozˇka lib. Obsahuje programovy´ ko´d, ktery´ je nutny´ pro beˇh samotne´ho kontejneru.
Ten je veˇtsˇinou da´le rozdeˇlen do mnoha JAR souboru˚, jelikozˇ kontejnery obvykle
vyuzˇı´vajı´ take´ mnoho knihoven trˇetı´ch stran.
• slozˇka logs. Slouzˇı´ k uchova´nı´ souboru˚ se zalogovany´mi zpra´vami. Zpra´vy loguje
jak kontejner samotny´, tak jednotlive´ webove´ aplikace (prostrˇednictvı´m rozhranı´
ServletContext).
• slozˇka temp. Uchova´va´ prˇı´padne´ docˇasne´ soubory.
• slozˇka webapps. Uchova´va´ samotne´ webove´ aplikace.
• slozˇka work. Pracovnı´ slozˇka, do ktere´ si kontejner ukla´da´ libovolna´ data, ktera´ si
beˇhem sve´ho beˇhu potrˇebuje perzistovat.
Ani kontejner Pike nebude vy´jimkou a bude vsˇechny tyto adresa´rˇe take´ obsahovat.
Pro prˇesnou podobu jeho distribuce, se, prosı´m, podı´vejte na druhou iteraci, ktera´ je
dostupna´ na prˇilozˇene´m CD (tato iterace vznikla pra´veˇ realizacı´ pozˇadavku REQ0007).
Samozrˇejmeˇ, zˇe v tuto chvı´li distribuce jesˇteˇ te´meˇrˇ nic neobsahuje, postupneˇ vsˇak bude
plneˇna daty, ktera´ budou potrˇeba pro implementaci na´sledujı´cı´ch iteracı´.
4.1.3 Konfiguracˇnı´ subsyste´m
PozˇadavekREQ0002narˇizuje, abybylomozˇne´ kontejnerPikekonfigurovat. Toto je logicke´,
nebot’bez konfigurace se zcela jisteˇ neobejde zˇa´dny´ ze servletovy´ch kontejneru˚.
Konfigurace bude zalozˇena na jednoduchy´ch Java properties souborech, avsˇak kon-
tejner bude obsahovat pouze jeden konfiguracˇnı´ soubor, jelikozˇ vı´ce jich prozatı´m nenı´
potrˇeba. Tento soubor bude pojmenova´n pike.properties a bude umı´steˇn ve slozˇce conf,
ktera´ byla vytvorˇena v prˇedesˇle´ iteraci. Soubor bude vyuzˇı´va´n vsˇemi cˇa´stmi kontejneru,
ktere´ bude mozˇne´ neˇjak konfigurovat. Teˇmito cˇa´stmi jsou naprˇı´klad server, konektory a
obsluhovacˇe.
Aby vsˇak bylo ke konfiguraci prˇistupova´no jednotneˇ, je trˇeba, aby se navrhlo jedno-
duche´ konfiguracˇnı´ API, ktere´ jako jedine´ bude mı´t prˇı´stup k pike.properties souboru, a jezˇ
vsˇem ostatnı´m cˇa´stem zprostrˇedkuje prˇı´stup ke konfiguracˇnı´m rutina´m. Takove´to API
mu˚zˇete videˇt na obra´zku 7.
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pike.config
 INSTANCE : ConfigurationManager {frozen}
 MAIN_CONF_KEY : String
-ConfigurationManager()
ConfigurationManager
 parent : IConfiguration
 setString(key, value)
 getString(key, defVal, params) : String
 getInt(key, defVal) : int
 getLong(key, defVal) : long
 getDouble(key, defVal) : Double
 getBoolean(key, defVal) : boolean
<<Interface>>
IConfiguration
 getString(key, defVal, params) : String
 setString(key, value)
<<Abstract>>
AbstractConfiguration
pike.util.component
#attributes : Map
<<Abstract>>
MapAttributeHolder
 createConf(ParametrizedProperties) : IConfiguration
ConfigurationUtils
#parametrizedProperties
ParametrizedPropertiesConfiguration
pike.util
 getProperty(key, params) : String
 getProperty(key, defVal, params) : String
ParametrizedProperties
java.util
Properties
<<use>>
<<create>>
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API je opeˇt navrzˇeno obecneˇ pomocı´ rozhranı´. Kazˇda´ konfigurace (tedy i pike.properties
soubor) bude za beˇhu reprezentova´na jednı´m objektem typu IConfiguration. Tento typ spe-
cifikuje neˇkolik metod, pomocı´ nichzˇ je mozˇne´ do konfigurace ulozˇit nebo nacˇı´st rˇeteˇzec.
Da´le take´ nabı´zı´ konvencˇnı´ metody pro nacˇtenı´ cˇı´sel a booleovske´ hodnoty. Vsˇimneˇte si,
zˇe take´ obsahuje mozˇnost nacˇtenı´ rˇeteˇzce parametrizovaneˇ (tj. s pouzˇitı´m vstupnı´ch pa-
rametru˚). Toto je velmi zˇa´dana´ vlastnost naprˇı´klad prˇi forma´tova´nı´ ru˚zny´ch vy´stupnı´ch
zpra´v. Da´le je v API obsazˇena konvencˇnı´ abstraktnı´ trˇı´da AbstractConfiguration, ktera´ re-
alizuje te´meˇrˇ vsˇechny metody rozhranı´ IConfiguration a jako abstraktnı´ ponecha´va´ pouze
metody pro nastavenı´, respektive nacˇtenı´ rˇeteˇzce. Jelikozˇ properties soubory nepodporujı´
parametrizovane´ data, API take´ obsahuje trˇı´du ParametrizedProperties, ktera´ tento nedo-
statek rˇesˇı´. Ovsˇem dı´ky elegantneˇjsˇı´mu na´vrhu, tato trˇı´da prˇı´mo AbstractConfiguration
nerozsˇirˇuje, ale tento u´kol prˇenecha´va´ typu ParametrizedPropertiesConfiguration. Ten jizˇ
konfiguracı´ je, kterou realizuje pra´veˇ za pomoci ParametrizedProperties. Je tedy uka´zko-
vy´m prˇı´kladem pouzˇitı´ na´vrhove´ho vzoru adapte´r. Aby vsˇak tvu˚rci konfiguracı´ nebyli na
tuto trˇı´du va´za´nı´ prˇı´mo, API obsahuje tova´rnu s na´zvem ConfigurationUtils. Ta deklaruje
statickou metodu, ktera´ prˇijı´ma´ parametrizovane´ properties, pro neˇzˇ vracı´ implementaci
IConfiguration. Poslednı´m prvkem konfiguracˇnı´ho API je singleton ConfigurationManager
rˇesˇı´cı´ onen jednotny´ prˇı´stup. Jeho princip je takovy´, zˇe jelikozˇ rozsˇirˇuje, jizˇ zmı´neˇnou,
trˇı´duMapAttributeHolder (viz obra´zek 5), bude slouzˇit k uchova´va´nı´ vsˇech IConfiguration
objektu˚. Tedy v prˇı´padeˇ, zˇe urcˇity´ ko´d bude chtı´t zı´skat neˇjakou konfiguraci, vzˇdy na
tomto singletonu zavola´ metodu getAtt s patrˇicˇny´m klı´cˇem. Jelikozˇ ma´me pouze jednu
hlavnı´ konfiguraci, trˇı´da da´le obsahuje staticky´ cˇlen, ktery´ obsahuje klı´cˇ, pod ktery´m
bude za beˇhu schovana´ konfigurace nacˇtena´ z pike.properties souboru. Tato konfigurace se
vytvorˇı´ a nastavı´ prˇi startu kontejneru.
56
4.1.4 API pro start a ukoncˇenı´ kontejneru
Poslednı´ cˇa´st za´kladnı´ architektury, jezˇ se nety´ka´ prˇı´mo servletu˚, a kterou je tedy nutne´
nynı´ realizovat, je subsyste´m zodpoveˇdny´ za start a na´sledne´ ukoncˇenı´ kontejneru.
Tvorbu tohoto subsyste´mu na´m ostatneˇ take´ narˇizuje pozˇadavek REQ0001.
Pokud se zacˇtete do programa´torsky´ch dokumentacı´ modernı´ch servletovy´ch kon-
tejneru˚, zjistı´te, zˇe je jejich start, oproti startu beˇzˇne´ Java aplikace, mı´rneˇ slozˇiteˇjsˇı´. To je
zaprˇı´cˇineˇno tı´m, zˇe servletove´ kontejnery si, pro nahra´va´nı´ svy´ch trˇı´d, vytva´rˇı´ sve´ vlastnı´
Classloadery. K tomuto u´cˇely tedy nevyuzˇı´vajı´ promeˇnnou classpath, ktera´ se pouzˇı´va´ ke
specifikaci vsˇech trˇı´d, ktere´ majı´ by´t dostupne´ dane´mu JVM prˇi jeho startu. Promeˇnna´
classpath je kontejnery veˇtsˇinou nastavena na jediny´ JAR soubor (cˇasto je nazy´va´n boot-
strap.jar), ktery´ obsahuje pouze ty nejnutneˇjsˇı´ trˇı´dy nutne´ ke startu kontejneru. Ty samo-
zrˇejmeˇ nemu˚zˇou, mimo JavaSE, vyuzˇı´vat zˇa´dne´ dalsˇı´ API, jelikozˇ by promeˇnna´ classpath
musela odkazovat i na toto API. Tyto trˇı´dy slouzˇı´ pouze k nastavenı´ dany´ch Classloaderu˚
a na´sledne´mu zavola´nı´ metody, ktera´ jizˇ kontejner opravdu spustı´ (tj. nastavı´ konektory,
obsluhovacˇe a vytvorˇı´ server). Du˚lezˇite´ je, zˇe tato metoda je vola´na azˇ po nastavenı´ oneˇch
Classloaderu˚, a tak jizˇ smı´ by´t obsazˇena i v takove´ trˇı´deˇ, ktera´ jizˇ ma´ plny´ prˇı´stup k cele´mu
API. Classloadery jsou totizˇ nastaveny tak, aby meˇly odkaz na vsˇechny trˇı´dy, ktere´ kontej-
ner potrˇebuje ke sve´mu beˇhu (krom vlastnı´ho API to jsou take´ vesˇkere´ knihovny trˇetı´ch
stran, ktere´ API vyuzˇı´va´). Dalsˇı´ funkcionalitu, kteroumohou „bootstrap.jar“ trˇı´dy nabı´zet,
je take´ ukoncˇenı´ kontejneru.
Doposud jsem take´ nezmı´nil, k jake´mu u´cˇelu jsou vu˚bec, servletovy´mi kontejnery,
specificke´Classloadery vytva´rˇeny?Du˚vod je jednoduchy´. Tı´mto, kontejnery,majı´ zarucˇenu
plnou kontrolu nad vsˇemi trˇı´dami, ktere´ beˇhem sve´ho chodu vyuzˇijı´. Kontejner tak mu˚zˇe
prova´deˇt naprˇı´klad ru˚zne´ optimalizace, hotswap a v neposlednı´ rˇadeˇ take´ omezovat
viditelnost jednotlivy´ch trˇı´d pro konkre´tnı´ cˇa´sti kontejneru, tj. naprˇı´klad pro jednotlive´
webove´ aplikace. Da´le je vhodne´ rˇı´ci, zˇe promeˇnnou classpath a bootstrap trˇı´dy nastavujı´
da´vky, ktere´ jsou veˇtsˇinou obsazˇene´ ve slozˇce bin. Da´vky jsou typicky dveˇ, jedna pro start
a jedna pro ukoncˇenı´ kontejneru. Take´ se cˇasto tvorˇı´ pro vı´cero operacˇnı´ch syste´mu˚.
Stejneˇ jako v prˇı´padeˇ distribuce, ani zde nebude kontejner Pike vy´jimkou. Tedy take´
bude vytva´rˇet vlastnı´ Classloader a bootstrap trˇı´dy. Je vsˇak nutne´ prˇiznat, zˇe mu vlastnı´
Classloader zrˇejmeˇ zˇa´dne´ vy´hody neprˇinese, nebot’ nebude realizovat ani jednu ze zmı´-
neˇny´ch pokrocˇily´ch vlastnostı´. To je vsˇak v porˇa´dku, jelikozˇ je prozatı´m pouze proof-of-
concept.
Subsyste´m pro start a ukoncˇenı´ kontejneru bude tedy obsahovat na´sledujı´cı´:
1. bootstrap trˇı´dy, ktere´ budou schopny nastartovat proces spousˇteˇnı´ nebo take´ zaha´jit
ukoncˇenı´ kontejneru
2. da´vky, ktere´ budou pouzˇı´vat koncovı´ uzˇivatele´
3. API realizujı´cı´ skutecˇny´ start kontejneru
4.1.4.1 Bootstrap trˇı´dy Vprˇı´padeˇ kontejneruPike, bude bootstrap.jar obsahovat pouze
jednu jedinou trˇı´du, a to pike.startup.boot.Bootstrap. Jak jsem jizˇ zmı´nil, tato trˇı´da nebude
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mı´t vu˚bec zˇa´dne´ vazby na ostatnı´ API a bude tedy vyuzˇı´vat pouze standardnı´ JavaSE. To
z toho du˚vodu, zˇe prˇi startu kontejneru je da´vkami nahra´va´n pouze onen bootstrap.jar.
Jizˇ vı´me, zˇe posla´nı´m trˇı´dy Bootstrap, je pouze nastavit Classloadery a zavolat metodu
pro opravdove´ nastartova´nı´ kontejneru. Z tohoto du˚vodu je velmi jednoducha´, a tak jsem
ji, te´meˇrˇ celou, umı´stil do prˇı´lohy C, konkre´tneˇ do podkapitoly C.2. Na neˇmmu˚zˇete videˇt,
jak je kontejner startova´n. Trˇı´da take´ podporuje zastavenı´, a to prostrˇednictvı´m metody
stopServer(String). Dı´ky jejı´ jednoduchosti, zde jizˇ neprˇida´va´m zˇa´dny´ dalsˇı´ popis. Pouze
si, prosı´m, vsˇimneˇte, odkud je nahra´va´no Pike API. Je nahra´va´no ze slozˇky lib, ktera´, jak
jizˇ vı´me, slouzˇı´ pro uchova´nı´ knihoven v podobeˇ JAR souboru˚. Kontejner Pike ji pro tento
u´cˇel bude vyuzˇı´vat take´.
4.1.4.2 Da´vky pro spusˇteˇnı´ a ukoncˇenı´ kontejneru Da´vky jsou velmi jednoduche´,
nebot’ jen nastavı´ classpath promeˇnnou na zmı´neˇny´ bootstrap.jar, prˇedajı´ start, respektive
stop parametr a spustı´ JVM. Startovacı´ da´vka se bude nazy´vat startserv a je zobrazena na
vy´pisu 14. Da´vku pro zastavenı´ jsem pojmenoval stopserv a jejı´ vy´pis lze videˇt na vy´pisu
15. Obeˇ da´vky budou obsazˇeny ve slozˇce bin spolecˇneˇ s bootstrap.jar, ktery´ bude obsahovat
zava´deˇcı´ trˇı´du, ktera´ byla popsa´na v prˇedesˇle´ podkapitole.
%JAVA HOME%\bin\java −cp .;bootstrap.jar pike.startup.boot.Bootstrap start
Vy´pis 14: Startovacı´ da´vka kontejneru Pike
%JAVA HOME%\bin\java −cp .;bootstrap.jar pike.startup.boot.Bootstrap stop
localhost
Vy´pis 15: Da´vka pro ukoncˇenı´ kontejneru Pike
4.1.4.3 API realizujı´cı´ skutecˇny´ start kontejneru Toto API bude takte´zˇ velmi jed-
noduche´, nebot’bude obsahovat pouhe´ dveˇ trˇı´dy, a to trˇı´du pike.startup.Main, respektive
pike.startup.ControlThread.
Trˇı´da Main bude hlavnı´ trˇı´dou realizujı´cı´ samotne´ nastartova´nı´, ControlThread bude
pouze pomocne´ vla´kno, ktere´ bude slouzˇit jen k nasloucha´nı´ na prˇı´kaz k ukoncˇenı´. Toto
vla´kno bude spousˇteˇno trˇı´douMain.
Jizˇ vı´me, zˇe trˇı´da Main, respektive jejı´ metoda start je vola´na, vy´sˇe zmı´neˇnou, trˇı´dou
Bootstrap. V te´to metodeˇ je tedy provedeno vsˇe, co je potrˇeba k u´speˇsˇne´mu chodu kon-
tejneru, a pokud se podı´va´te na vy´pis C.3 v prˇı´loze C, uvidı´te, co tato metoda skutecˇneˇ
obsahuje. Jejı´ ko´d je myslı´m dostatecˇneˇ jednoduchy´, proto ho zde nebudu popisovat.
Stejneˇ tak neuva´dı´m ko´d trˇı´dy ControlThread, ktera´ pouze vyuzˇı´va´ JavaSE sockety a nenı´
nicˇı´m zajı´mava´.
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Obra´zek 8: Obsah distribuce kontejneru Pike po cˇtvrte´ iteraci
4.1.5 Aktua´lnı´ obsah distribuce
Tato podkapitola nepopisuje zˇa´dne´ nove´ trˇı´dy a prˇida´va´m ji sem jen z toho du˚vodu,
abych le´pe vysveˇtlil aktua´lnı´ obsah distribuce. Ta se nynı´ nacha´zı´ ve sve´ cˇtvrte´ iteraci,
jezˇ vznikla realizacı´ subsyste´mu pro start kontejneru. K popisu distribuce bylo vyuzˇito
sluzˇeb UML deployment diagramu, na ktere´m by meˇlo jı´t vsˇe dobrˇe videˇt. Diagram je
zobrazen na obra´zku 8 a asi nepotrˇebuje zˇa´dny´ komenta´rˇ. Snad jen uvedu, zˇe slozˇka s
na´zvem ROOT, kera´ je umı´steˇna ve slozˇce webapps, je servletova´ webova´ aplikace, ktera´
bude vzˇdy dostupna´ pod korˇenovy´mURL. Tato webova´ aplikace avsˇak nedefinuje zˇa´dne´
servlety, pouze obsahuje soubor index.html, ktery´ uzˇivateli sdeˇluje, zˇe jeho Pike kontejner
pra´veˇ beˇzˇı´. Da´le chci zmı´nit, zˇe JAR soubor s na´zvem javax.servlet.jar obsahuje servletove´
API a sta´hl jsem jej prˇı´mo z JCP stra´nek. Tento soubor je totizˇ distriubova´n spolu se
servletovou specifikacı´.
4.2 Realizace servletove´ specifikace
Nynı´ jizˇ ma´me vsˇe potrˇebne´, abychom byli schopni realizovat samotnou servletovou
specifikaci, respektive Servlet API. Toto stejneˇ musı´me, jelikozˇ na´m to narˇizuje pozˇadavek
REQ0006.
Z prvku˚, ktere´ je mozˇne´ definovat pomocı´ deployment descriptoru, budou podporo-
va´ny pouze kontextove´ parametry, kontextovı´ posluchacˇi, servlety a jejich inicializacˇnı´
parametry. Vsˇechny ostatnı´ cˇa´sti servletovy´ch webovy´ch aplikacı´ podporova´ny prozatı´m
nebudou. K tomuto kroku jsem se rozhodl jednak z proof-of-concept povahy kontejneru
Pike, tak na za´kladeˇ toho, zˇe servlety a kontextovı´ posluchacˇi jsou, dle me´ho na´zoru, pro
tvorbu mnoha webovy´ch aplikacı´ naprosto dostacˇujı´cı´. Take´ popis realizace servletove´ho
API bude jednodusˇsˇı´.
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Stejneˇ jako v prˇedesˇly´ch podkapitola´ch, i zde, k popisu vlastnı´ realizace, budu nada´le
vyuzˇı´vat trˇı´dnı´ a sekvencˇnı´ diagramy. Jsem prˇesveˇdcˇen, zˇe tento zpu˚sob je nejvhodneˇjsˇı´.
4.2.1 Trˇı´dy pro integraci servletovy´ch webovy´ch aplikacı´ do sta´vajı´cı´ architektury
Jizˇ vı´me, zˇe architektura kontejneru Pike obsahuje rozhranı´ IHandler, ktere´ je serverem vo-
la´no pokazˇde´, kdyzˇ je, neˇktery´m z konektoru˚, prˇijat novy´ pozˇadavek. Je tedy zrˇejme´, zˇe
pro vola´nı´ jednotlivy´ch webovy´ch aplikacı´, je trˇeba vytvorˇit specializovany´ obsluhovacˇ,
ktery´, na za´kladeˇ URL prˇijate´ho pozˇadavku, vzˇdy zavola´ odpovı´dajı´cı´ webovou aplikaci.
Jak bude tento u´kol v kontejneru Pike realizova´n, mu˚zˇete videˇt na obra´zku 9. Obsluho-
vacˇ se bude nazy´vat ContextRequestDispatcher a bude agregovat objekty implementujı´cı´
rozhranı´ IContextHandler. Toto rozhranı´ bude pozdeˇji rozsˇı´rˇeno trˇı´dou WebApp, ktera´
jizˇ bude realizacı´ samotne´ webove´ aplikace, nebot’ IContextHandler definuje pouze cestu
(cˇa´st URL), na kterou je namapova´n. Du˚lezˇite´ je, zˇe toto rozhranı´ bude, stejneˇ jako Contex-
tRequestDispatcher, obsluhovacˇem. Tedy bude schopno obsluhovat klientske´ pozˇadavky.
Chova´nı´ teˇchto trˇı´d za beˇhu kontejneru bude velmi jednoduche´ (proto zde take´ neu-
va´dı´m zˇa´dny´ sekvencˇnı´ diagram). Vzˇdy, kdyzˇ server zavola´, na objektu ContextRequest-
Dispatcher, metodu handle, bude, na za´kladeˇ URL prˇijate´ho pozˇadavku, na´sledneˇ zvolen
jeden z registrovany´ch IContextHandler objektu˚ (poprˇı´padeˇ je vybra´n vy´chozı´ IContex-
tHandler, pokud zˇa´dny´ jiny´ dane´mu URL neodpovı´da´), na ktere´m je pote´ zavola´na me-
toda handle. Je nutne´ zmı´nit, zˇe vy´beˇr objektu˚ IContextHandler bude probı´hat tak, jak
je popsa´no v servletove´ specifikaci v kapitole 12.1, tedy dle pravidla, zˇe nejdelsˇı´ prefix
vyhra´va´.
Du˚vod, procˇ zde vytva´rˇı´m neˇco jako IContextHandler a nespecifikuji zde prˇı´mo jizˇ
webove´ aplikace, je ten, zˇe chci zachovat jistou abstrakci, ktera´ je pro komponentnı´ pro-
gramova´nı´ du˚lezˇita´. V budoucnu tak mu˚zˇe by´t IContextHandler rozsˇı´rˇen o dalsˇı´ typy
posluchacˇu˚ a nemusı´ to by´t pouze servletova´ webova´ aplikace. Da´le je nutne´ rˇı´ci, zˇe
samotny´ ContextRequestDispatcher, objekty IContextHandler nijak nevytva´rˇı´, ty jsou mu
prˇideˇleny. Toto je velmi du˚lezˇite´, nebot’ chci, aby toto API bylo od procesu nahra´va´nı´
webovy´ch aplikacı´ (deploymentu) naprosto odstı´neˇno, jelikozˇ pro neˇj nenı´ du˚lezˇite´, ja-
ky´m zpu˚sobem jsou aplikace nahra´va´ny. API, ktere´ bude deployment realizovat, bude,
jak navrhnu pozdeˇji, samostatnou komponentou.
4.2.2 Realizace servletovy´ch webovy´ch aplikacı´
Kazˇda´ servletova´ webova´ aplikace bude v kontejneru Pike realizova´na jednı´m objektem
abstraktnı´ trˇı´dyWebApp. Jak jsem jizˇ uvedl, tato trˇı´da bude implementovat rozhranı´ ICon-
textHandler, tedy bude obsluhovacˇem, ktery´ se bude volat pokazˇde´, kdyzˇ URLpozˇadavku
(respektive jeho cˇa´st) bude odpovı´dat kontextove´muURL prˇideˇlene´mu te´to webove´ apli-
kaci. Jake´ URL bude webovy´m aplikacı´m prˇideˇlova´no, nenı´ pro toto API du˚lezˇite´, nebot’
se o tento u´kol bude starat komponenta realizujı´cı´ deployment.
Na obra´zku 10 je uveden trˇı´dnı´ diagram, ktery´ zobrazuje ty nejdu˚lezˇiteˇjsˇı´ trˇı´dy, jezˇ
jsou nutne´ pro spra´vny´ chod webovy´ch aplikacı´ v kontejneru Pike. Jak mu˚zˇete videˇt,
trˇı´da WebApp, krom rozhranı´ IContextHandler, take´ realizuje samotny´ ServletContext (z
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Obra´zek 9: Obsluhovacˇ pro vola´nı´ webovy´ch aplikacı´ v kontejneru Pike
pike.util.component pike.servlet.util
pike.servlet
pike.servlet.api javax.servlet
<<abstract>>
AbstractLifeCycle
ContextRequestDispatcher<<Interface>>
IContextHandler
 initialized : boolean
 attributes : Map
 initParams : Map
 name
<<abstract>>
WebApp servletClass : String
 servletName
 servletMapping : List
 initParams : Map
ServletHolder
 listenerClass : String
ServletContextListenerHolder
<<Interface>>
Servlet
<<Interface>>
ServletContextListener
<<Interface>>
ServletContext
<<Interface>>
ServletConfig
*
1
*
1
1
*
<<create>><<create>>
<<use>>
Visual Paradigm for UML Community Edition [not for commercial use] 
Obra´zek 10: Trˇı´dy realizujı´cı´ servletovou webovou aplikaci v kontejneru Pike
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neˇj ponecha´va´ pouze neˇkolik metod abstraktnı´ch, ktere´ musı´ realizovat azˇ deployment.
Jedna´ se o metody typu getResource.). Aby jej vsˇak mohla realizovat a take´ splnˇovala
na´lezˇitosti servletove´ webove´ aplikace, musı´ mı´t odkazy na spoustu jiny´ch trˇı´d. Tyto
trˇı´dy jsouzejme´naServletHolder aServletContextListenerHolder. Take´musı´ obsahovat vı´cero
atributu˚, jako naprˇı´klad contextPath, initialized, attributes, initParams, name a dalsˇı´. Atribut
contextPath jizˇ zna´me, initialized je booleovska´ hodnota vyjadrˇujı´cı´, zda jizˇ byla aplikace
inicializova´na (tj. zda jizˇ byli vola´nı´ kontextovı´ posluchacˇi), attributes je kolekce objektu˚
nutna´ k realizaci rozhranı´ ServletContext, initParams je kolekce rˇeteˇzcu˚, ktera´ uchova´va´
kontextove´ parametry a name je na´zev webove´ aplikace.
Jak jsem se jizˇ zmı´nil, trˇı´da WebApp da´le agreguje objekty typu ServletHolder, respek-
tive ServletContextListenerHolder. Tyto trˇı´dy nejsou nicˇı´m jiny´m, nezˇ reprezentacı´ servletu˚,
respektive kontextovy´ch posluchacˇu˚ v kontejneru Pike. Trˇı´da ServletHolder je navı´c take´
obsluhovacˇem, jelikozˇ musı´ by´t schopna obslouzˇit klientske´ pozˇadavky, a za´rovenˇ re-
alizuje rozhranı´ ServletConfig. Tyto pozˇadavky obsluhuje samozrˇejmeˇ tak, zˇe je prˇeda´
servletu (tj. objektu typu javax.servlet.Servlet), ktery´ obaluje. Tato trˇı´da, ke sve´ realizaci,
vyuzˇı´va´ neˇktere´ trˇı´dy z balı´cˇku pike.servlet.api, ktery´ obsahuje implementaci dalsˇı´ch typu˚
ze servletove´ho API. Naprˇı´klad realizaci rozhranı´ HttpServletRequest, cˇi HttpServletRe-
sponse. Tento balı´cˇek zde vsˇak popisovat nebudu, jelikozˇ nenı´ azˇ tak du˚lezˇity´ a ani nicˇı´m
zajı´mavy´.
Jak trˇı´da ServletContextListenerHolder, tak trˇı´da ServletHolderma´ neˇkolik atributu˚. Ser-
vletContextListenerHolder ma´ samozrˇejmeˇ odkaz na svou WebApp, tak take´ rˇeteˇzec, ktery´
specifikuje plneˇ kvalifikovany´ na´zev trˇı´dy posluchacˇe, ktery´ reprezentuje. Tento na´zev je
nastaven prˇi nahra´va´nı´ webove´ aplikace komponentou realizujı´cı´ deployment. Trˇı´da Ser-
vletHolder ma´ take´ odkaz na svou webovou aplikaci, ale take´ naprˇı´klad obsahuje kolekci
inicializacˇnı´ch parametru˚, na´zev servletu, na´zev trˇı´dy servletu a mapova´nı´ servletu. Tyto
atributy jsou take´ nastaveny prˇi nahra´va´nı´ webove´ aplikace.
4.2.2.1 Chova´nı´ trˇı´d realizujı´cı´ch servletovou webovou aplikaci Vy´sˇe zmı´neˇne´
trˇı´dy jsou natolik signifikantnı´, zˇe zde popı´sˇi take´ jejich chova´nı´ za beˇhu kontejneru.
Chova´nı´ mu˚zˇete prˇehledneˇ videˇt take´ na sekvencˇnı´m diagramu, ktery´ je zobrazen na
obra´zku 11.
Tento diagram popisuje jak chova´nı´ prˇi startu kontejneru, tak beˇhem obsluhy kazˇ-
de´ho pozˇadavku. V pru˚beˇhu startu kontejneru, je na kazˇde´ webove´ aplikaci zavola´na
metoda start (ta je vola´na trˇı´dou ContextRequestDispatcher). V te´to metodeˇ webova´ apli-
kace nejprve nastartuje vsˇechny kontextove´ posluchacˇe, takte´zˇ vola´nı´m jejichmetod start,
pote´ zmeˇnı´ svu˚j stav na inicializova´n a nakonec provede start vsˇech servletu˚. Opeˇt po-
mocı´ jejich metod start. Kontextovı´ posluchacˇi, prˇi sve´m startu, nejprve vytvorˇı´ instanci
trˇı´dy typu ServletContextListener, jejı´zˇ jme´no prˇi nahra´va´nı´ webove´ aplikace obdrzˇeli, a
na´sledneˇ na nı´ zavolajı´ metodu contextInitialized(ServletContextEvent) s aktua´lnı´ webovou
aplikacı´. Obdobne´ kroky provedou take´ obalovacˇi servletu˚. Tedy vytvorˇı´ instance trˇı´d,
ktere´ obdrzˇeli, a na´sledneˇ na nich zavolajı´ metodu init(ServletConfig), ktere´ prˇedajı´ samu
sebe, jelikozˇ realizujı´ take´ rozhranı´ ServletConfig. Teˇmito neˇkolika ma´lo kroky je webova´
aplikace nastartova´na a je prˇipravena obsluhovat pozˇadavky klientu˚. Samozrˇejmeˇ, pokud
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Obra´zek 11: Chova´nı´ trˇı´d realizujı´cı´ch servletovou webovou aplikaci v kontejneru Pike
beˇhem tohoto procesu nastane neˇjaka´ chyba, je bud’ zalogova´na, nebo je proces nahra´-
va´nı´ webove´ aplikace zcela ukoncˇen a aplikace nebude pro tento beˇh kontejneru funkcˇnı´.
Jak mu˚zˇete da´le videˇt, diagram vu˚bec nepopisuje chova´nı´ prˇi ukoncˇova´nı´ kontejneru
(tj. prˇi vola´nı´ metody stop na webovy´ch aplikacı´ch). To z toto du˚vodu, zˇe prova´deˇne´
kroky prˇi ukoncˇova´nı´ jsou velmi podobne´ kroku˚m prˇi startu. Namı´sto metod start, je
na posluchacˇı´ch a servletech vola´na pouze metoda stop, ve ktery´ch jsou zase vola´ny, na-
mı´sto metod contextInitialized(ServletContextEvent), respektive init(ServletConfig), metody
contextDestroyed(ServletContextEvent), respektive destroy().
Obsluha pozˇadavku˚ je takte´zˇ velmi jednoducha´. Kdykoliv je, na webove´ aplikaci,
vola´na metoda handle(Connection), je nejprve zı´ska´n servlet (respektive objekt trˇı´dy Ser-
vletHolder), ktery´ je namapova´n na URL, na neˇjzˇ je obdrzˇeny´ pozˇadavek smeˇrova´n a
pote´ je na neˇm zavola´na metoda handle(Connection), ktera´ je jizˇ zodpoveˇdna´ za vola´nı´
metody service(ServletRequest, ServletResponse). Pokud vsˇak nenı´ zˇa´dny´ servlet nalezen, je
namı´sto toho uzˇivateli vra´cena HTTP odpoveˇd’404, ktera´ znacˇı´ nedostupnost pozˇadova-
ne´ho zdroje. Proces vy´beˇru servletu na za´kladeˇ URL je popsa´n v servletove´ specifikaci v
kapitole 12.
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-processListenerElement()
-processServletElement()
WebInfConfigurator WorkDirUnpacker
 getRealPath(String path) : String
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<<Interface>>
IConfigurator
 unpackWebApp(File) : WebApp
 getDefaultUnpacker() : Unpacker
Unpacker
 createWebApp(File) : WebApp
WebAppFactory
 webAppsDir
 rootWebAppName
 start()
-loadWebApps()
WebAppRequestDispatcher
ContextRequestDispatcher
<<use>>
<<create>>
<<use>>
<<use>>
<<create>>
<<create>>
<<use>>
<<use>>
<<create>>
<<use>>
<<create>>
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Obra´zek 12: API pro nahra´va´nı´ webovy´ch aplikacı´ v kontejneru Pike
4.2.3 Nahra´va´nı´ webovy´ch aplikacı´
Runtime reprezentaci webovy´ch aplikacı´ jizˇ ma´me vytvorˇenou, nynı´ na´m zby´va´ navrh-
nout API, ktere´ bude tuto reprezentaci vytva´rˇet. Ta bude samozrˇejmeˇ vytva´rˇena prˇi startu
kontejneru, kdy je nutne´, aby byly nahra´ny vsˇechnywebove´ aplikace, ktere´ aktua´lneˇ kon-
tejner obsahuje.
Jak jizˇ vı´te, runtimeAPI bylo navrzˇeno tak, aby nebylo vu˚bec za´visle´ na cˇa´sti, kterou je
nutne´ realizovat nynı´, tedy na deployment API. To z toho du˚vodu, abychom byli schopni
webove´ aplikace vytva´rˇet libovolny´mi zpu˚soby. Nicme´neˇ v praxi jsou, servletovy´mi kon-
tejnery, aplikace vytva´rˇeny veˇtsˇinou pouze jednı´m zpu˚sobem, a to nacˇtenı´m jejich definic
ze slozˇky z distribuce. Ani kontejner Pike nebude v tomto ohledu vy´jimkou a aplikace (at’
jizˇ rozbalene´ nebo v podobeˇ WAR souboru˚) bude nacˇı´tat ze slozˇky webapps, jezˇ slouzˇı´ k
uchova´va´nı´ vsˇech webovy´ch aplikacı´, ktere´ ma´ kontejner beˇhem sve´ho beˇhu nabı´zet.
Jak bude deployment konkre´tneˇ realizova´n, lze videˇt na obra´zku 12. Spousˇteˇcı´ trˇı´da
deploymentu je obsluhovacˇ WebAppRequestDispatcher, ktery´ mı´rneˇ rozsˇirˇuje, vy´sˇe zmı´-
neˇny´, ContextRequestDispatcher. Jedinou zmeˇnou, kterou prova´dı´, je, zˇe prˇeteˇzˇuje metodu
start (respektive doStart), ve ktere´ nejprve vola´ svou metodu loadWebApps a na´sledneˇ
vola´ doStart prˇedka, tedy doStart trˇı´dy ContextRequestDispatcher. Metoda loadWebApps je
klı´cˇova´, nebot’ je to pra´veˇ ona, ktera´ zahajuje vesˇkery´ deployment. Jejı´ zodpoveˇdnostı´
je tedy vytvorˇit objekty typu WebApp pro kazˇdou podslozˇku slozˇky webapps. Jakmile
tyto objekty vytvorˇı´, naplnı´ jimi kolekci IContextHandler objektu˚, ktera´ je specifikova´na
ve trˇı´deˇ ContextRequestDispatcher. Jelikozˇ je na´sledneˇ vola´na take´ metoda doStart na te´to
trˇı´deˇ, jsou vsˇechny webove´ aplikace nastartova´ny, tj. je na nich zavola´na metoda start, a
jsou tak prˇipraveny k pouzˇitı´.
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WebAppobjekty (tj.webove´ aplikace) jsouvmetodeˇ loadWebAppsvytva´rˇenypomocı´ to-
va´rny s prˇı´znacˇny´m na´zvemWebAppFactory. Tato trˇı´da specifikuje jedinou metodu, ktera´
pro objekt typu java.io.File vytvorˇı´ implementaci trˇı´dyWebApp. Je tedy jasne´, zˇe realizace
metody loadWebApps je velmi jednoducha´, nebot’vesˇkerou svou zodpoveˇdnost prˇesouva´
na tuto tova´rnu. Ovsˇem chova´nı´ tova´rny se take´ prˇı´lisˇ nelisˇı´ (jak je to ostatneˇ v OOP
pozˇadova´no), nebot’ ta proces vytvorˇenı´ kostry webove´ aplikace prˇenecha´va´ zase trˇı´deˇ
Unpacker (v rea´lu jejı´ podtrˇı´deˇ WorkDirUnpacker), ktera´ jizˇ prova´dı´ opravdove´ vytvorˇenı´
objektu typu WebApp, i kdyzˇ prozatı´m pra´zdne´ho, tj. bez definovany´ch servletu˚, poslu-
chacˇu˚ atd.. Objekt typu WebApp je vytva´rˇen pro java.io.File, ktery´ odkazuje na definici
webove´ aplikace. Tento objekt mu˚zˇe tedy odkazovat bud’ na slozˇku, nebo na WAR sou-
bor. Zodpoveˇdnostı´Unpacker objektu˚ je vlastneˇ vytvorˇit instanci abstraktnı´ trˇı´dyWebApp.
Trˇı´da WebApp je abstraktnı´ z toho du˚vodu, zˇe definuje celkem cˇtyrˇi abstraktnı´ metody,
ktere´ definuje rozhranı´ ServletContext, a jezˇ tato trˇı´da tedy neimplementuje. Vsˇechny tyto
metody se ty´kajı´ nacˇı´tanı´ zdroju˚ z dane´ webove´ aplikace. Je jasne´, zˇe webova´ aplikace
mu˚zˇe by´t ulozˇena kdekoliv, a tak azˇ trˇı´da, ktera´ ji opravdu nacˇı´ta´, je schopna veˇdeˇt, jak
tyto metody realizovat. Naprˇı´klad trˇı´daWorkDirUnpackerwebove´ aplikace neponecha´va´
ve slozˇce webapps, ale kopı´ruje je (poprˇı´padeˇ extrahuje z WAR archı´vu˚) do slozˇky work,
ktera´ je takte´zˇ v distribuci obsazˇena. To prova´dı´ z toho du˚vodu, zˇe nechce jaky´mkoliv
zpu˚sobemmeˇnit origina´lnı´ soubory, ktere´ byly nahra´ny samotny´mi uzˇivateli. Slozˇkawork
je pracovnı´ slozˇkou, do ktere´ si kontejner ukla´da´ vsˇechny soubory, se ktery´mi potrˇebuje
za beˇhu pracovat.
Pote´, co je vytvorˇen pra´zdny´ objekt typuWebApp, je tova´rnouWebAppFactory tento ob-
jekt nakonfigurova´n. Konfigurace probı´ha´ pomocı´ rozhranı´ IConfigurator, ktere´ obsahujı´
jedinou metodu configurate(WebApp), jezˇ ma´ za u´kol neˇjaky´m zpu˚sobem nastavit obdr-
zˇenou webovou aplikaci. Kontejner Pike prozatı´m obsahuje pouze jednu realizaci tohoto
rozhranı´, a to trˇı´duWebInfConfigurator. Tato trˇı´da umozˇnˇuje nastavit prˇedane´ aplikace dle
jejich deployment descriptoru˚. Tedy je zodpoveˇdna´ za vytva´rˇenı´ a nastavova´nı´ objektu˚ typu
ServletHolder, respektive ServletContextListenerHolder. K tomu, aby byla schopna deploy-
ment descriptor zpracovat, samozrˇejmeˇ vyuzˇı´va´ API pro zpracova´va´nı´ XML souboru˚.
4.3 Implementace hlavnı´ch novinek ze Servlet 3.0
V minule´ podkapitole jsme dokoncˇili pa´tou iteraci, ktera´ jizˇ obsahuje plneˇ pouzˇitelny´
servletovy´ kontejner, jezˇ je schopen „rozbeˇhnout“ servletove´ webove´ aplikace vyuzˇı´vajı´cı´
servlety, kontextove´ posluchacˇe a Servlet API do verze 2.5. Do distribuce kontejneru,
k te´to iteraci, jsem tedy umı´stil webovou aplikaci „HomePages“, ktera´ je popisova´na v
prˇı´loze A. Pokud se tedy podı´va´te na prˇilozˇene´ CD, mu˚zˇete si oveˇrˇit, zˇe kontejner Pike jizˇ
takovouto aplikaci opravdu zvla´dne. Jedinou zmeˇnou, ktera´ je v te´to verzi „HomePages“
provedena, je na´hrada autentizujı´cı´ho filtru za autentizujı´cı´ servlet. To z toho du˚vodu,
protozˇe Pike doposud filtry nepodporuje.
Nynı´ je prˇed na´mi tedy poslednı´ u´kol, a to realizace hlavnı´ch novinek z nejnoveˇjsˇı´
verze servletove´ specifikace, ktere´ byly popisova´ny v kapitole 3. Jelikozˇ je veˇtsˇina novinek
mensˇı´ho ra´zu, tedy nijak vy´razneˇ nemeˇnı´ architekturu kontejneru, ale pouze obohacujı´
Servlet API, nebudu pro popis jejich realizace jizˇ nada´le vyuzˇı´vat „ptacˇı´ perspektivy“ a
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veˇtsˇinu z nich vysveˇtlı´m pomocı´ vy´pisu˚ zdrojovy´ch ko´du˚. Pro realizaci kazˇde´ novinky
bude, stejneˇ jako ve trˇetı´ kapitole, vyhrazena jedna samostatna´ podkapitola.
4.3.1 Realizace asynchronnı´ho zpracova´va´nı´ pozˇadavku˚
Prˇestozˇe je asynchronnı´ zpracova´va´nı´ pozˇadavku˚ pomeˇrneˇ velkou zmeˇnou, svy´m im-
plementacˇnı´m rozsahem zase azˇ tak obsa´hla´ nenı´. Ovsˇem, co je na nı´ mı´rneˇ slozˇiteˇjsˇı´, je
vı´ce-vla´knove´ programova´nı´, na ktere´m, jak vı´me, je zalozˇena. To z toho du˚vodu, zˇe ob-
jekt typu AsyncContext je pro vsˇechny asynchronnı´ cykly pozˇadavku vytvorˇen jen jeden
a mu˚zˇe tedy k neˇmu prˇistupovat neˇkolik vla´ken najednou. Nasˇı´m u´kolem je tedy zajistit
jeho synchronizaci, respektive integritu jeho stavu.
Realizaci rozdeˇlı´me do neˇkolika fa´zı´:
1. U´prava trˇı´dWebInfConfigurator a ServletHolder tak, aby bylo podporova´no, zda dany´
servlet podporuje cˇi nepodporuje asynchronnı´ zpracova´va´nı´ pozˇadavku˚.
2. Realizace rozhranı´ AsyncContext.
3. Implementace metod trˇı´dy pike.servlet.api.HttpServletRequest, ktere´ se ty´kajı´ asyn-
chronnı´ho zpracova´va´nı´ pozˇadavku˚.
4.3.1.1 Podpora atributu asyncSupported K tomu, abychom byli schopni rozeznat,
zda servlet podporuje cˇi nepodporuje asynchronnı´ zpracova´va´nı´ pozˇadavku˚, musı´me
nejprve prˇidat novy´ atribut do trˇı´dy ServletHolder, ktera´ v kontejneru Pike reprezentuje
jednotlive´ servlety.
To provedeme velmi jednodusˇe, prosteˇ do te´to trˇı´dy prˇida´me novou instancˇnı´ pro-
meˇnnou, jejı´zˇ definici mu˚zˇete videˇt na vy´pisu 16. Promeˇnna´ je implicitneˇ nastavena na
hodnotu false, prˇesneˇ tak, jak je pozˇadova´no v servletove´ specifikaci.
public class ServletHolder extends AbstractLifeCycle implements IHandler,
javax. servlet .ServletConfig {
...
private boolean asyncSupported = false;
...
}
Vy´pis 16: Atribut asyncSupported trˇı´dy ServletHolder
Samotna´ promeˇnna´ na´m vsˇak nestacˇı´, musı´me ji takte´zˇ neˇkde nastavovat. Jejı´ na-
stavenı´ samozrˇejmeˇ provedeme prˇi vytva´rˇenı´ objektu˚ typu ServletHolder, tedy ve trˇı´deˇ
WebInfConfigurator. Tato trˇı´da je zodpoveˇdna´ za zpracova´va´nı´ souboru˚ web.xml jednotli-
vy´ch webovy´ch aplikacı´ a dle jejich obsahu na´sledne´mu plneˇnı´ teˇchto aplikacı´ servlety a
kontextovy´mi posluchacˇi.
Ko´d trˇı´dy je pomeˇrneˇ velky´, nebudu ho zde tedy vypisovat. Pouze uvedu, zˇe do
te´to trˇı´dy bude prˇida´na logika pro zpracova´nı´ elementu async-supported, ktery´ se mu˚zˇe
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nacha´zet v elementu servlet. Obsahem tohoto atributu je booleovska´ hodnota, jezˇ vyjadrˇuje
podporu asynchronnı´ho zpracova´va´nı´ pozˇadavku˚.
4.3.1.2 U´prava trˇı´dy pike.servlet.api.HttpServletRequest Trˇı´da pike.servlet.api.Http
ServletRequest reprezentuje v kontejneru Pike pozˇadavky klientu˚, tedy je realizacı´ roz-
hranı´ javax.servlet.http.HttpServletRequest. Pokud chceme, aby byla realizova´na podpora
asynchronnı´ho zpracova´va´nı´ pozˇadavku˚,musı´me v te´to trˇı´deˇ implementovat neˇkolikme-
tod, ktere´ se asynchronnı´ho zpracova´va´nı´ ty´kajı´. Jsou to metody getAsyncContext(), isA-
syncStarted(), isAsyncSupported() a samozrˇejmeˇ startAsync(), respektive startAsync(Servlet
Request, ServletResponse) a na vy´pisu C.4 v prˇı´loze C je zobrazena jejich realizace.
Myslı´m, zˇe implementacemetod je dostatecˇneˇ jednoducha´ a prˇı´mocˇara´. Pouze uvedu,
zˇe objekt typu AsyncContext nenı´ uchova´va´n v pozˇadavku, ale v objektu typu Connection,
ktery´ je, jak jizˇ vı´me, vytva´rˇen konektory pro kazˇdy´ novy´ pozˇadavek. Je tedy pro pozˇa-
davky unika´tnı´, a proto jej lze vyuzˇı´t pro ulozˇenı´ AsyncContext objektu˚. Da´le je vhodne´
zmı´nit, zˇe objekty AsyncContext jsou vytva´rˇeny metodou startAsync, a to pouze v prˇı´-
padeˇ, zˇe tato metoda nebyla doposud na tomto pozˇadavku vola´na. Tedy, zˇe je aktua´lneˇ
zahajova´n teprve prvnı´ asynchronnı´ cyklus. A naposled, zˇe AsyncContext objekty se po
sve´m vytvorˇenı´ nacha´zejı´ ve stavu IDLE ametodou startAsync prˇecha´zejı´ do stavuASYN-
CSTARTED. Vsˇechny stavy, ve ktery´ch se mu˚zˇe AsyncContext objekt nacha´zet, popı´sˇi v
na´sledujı´cı´ podkapitole.
4.3.1.3 Realizace rozhranı´ AsyncContext Realizaci rozhranı´ javax.servlet.AsyncCont
ext bude obsahovat trˇı´da pike.servlet.api.AsyncContext. Je zbytecˇne´ zde uva´deˇt jejı´ zdrojovy´
ko´d, radeˇji popı´sˇi jejı´ stavovy´ diagram, ktery´ mu˚zˇete videˇt na obra´zku 13. Ten je pro asyn-
chronnı´ kontext to nejpodstatneˇjsˇı´, jelikozˇ kazˇdy´ objekt typu pike.servlet.api.AsyncContext
se v pru˚beˇhu sve´ho zˇivota mu˚zˇe nacha´zet v neˇkolika stavech, ktere´ urcˇujı´, co se s tı´mto
objektem mu˚zˇe v danou chvı´li prova´deˇt. Je nutne´ zmı´nit, zˇe stavovy´ diagram popisuje
pouze lega´lnı´ prˇechody, ostatnı´ posloupnosti vola´nı´ jednotlivy´ch AsyncContext metod
nejsou popsa´ny, jelikozˇ jsou zaka´zane´ a za beˇhu vyhazujı´ vy´jimku. U´vodnı´ vysveˇtlenı´
stavu˚ asynchronnı´ho kontextu je uvedeno v servletove´ specifikaci v kapitole 2.3.3.3.
Objekty typu pike.servlet.api.AsyncContext se po sve´ inicializaci nacha´zejı´ ve stavu
IDLE. Tento stav znacˇı´, zˇe s tı´mto kontextem nebylo prozatı´m nijak manipulova´no a
je ekvivalentnı´ situaci, kdy servlet vu˚bec asynchronnı´ zpracova´va´nı´ nevyuzˇije. Jakmile
je vsˇak zavola´na metoda startAsync, kontext prˇejde do stavu ASYNCSTARTED. Tento
stav znamena´, zˇe servlet vyuzˇı´va´ asynchronnı´ho zpracova´va´nı´ a Pike v tomto prˇı´padeˇ,
po ukoncˇenı´ metody service aktua´lnı´ho servletu, neuzavı´ra´ odpoveˇd’. Kontext se tedy
dosta´va´ do stavu ASYNCWAIT. Nicme´neˇ, pokud je jesˇteˇ, prˇed ukoncˇenı´m metody ser-
vice, na kontextu vola´na metoda complete, poprˇı´padeˇ dispatch, kontext prˇecha´zı´ do stavu˚
COMPLETING, respektive DISPATCHING. Stav COMPLETING znamena´, zˇe jakmile me-
toda service skoncˇı´, bude odpoveˇd’ uzavrˇena a vsˇechen jejı´ obsah odesla´n klientovi.
Stav DISPATCHING zase znamena´, zˇe, po skoncˇenı´ metody service, se prˇejde do stavu
DISPATCHED a zavola´ se pozˇadovany´ servlet. Stav DISPATCHED tedy zahajuje novy´
asynchronnı´ cyklus a je tedy te´meˇrˇ ekvivalentnı´ stavu IDLE. Jediny´m rozdı´lem zde je,
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entry / async dispatch
entry / onComplete(), response is closed
entry / set up timer
entry / onError()
ERRORCOMPLETING
COMPLETING
ASYNCWAIT
COMPLETED
ASYNCSTARTED DISPATCHEDDISPATCHING
IDLE
dispatch()
[onTimeout handlers completed && response not completed or dispatched][timeout] / onTimeout()
complete()
dispatch()
return/ servletEnded()
[error]
return/ servletEnded()
complete()
dispatch()
return/ servletEnded()
complete()complete()
complete() return/ servletEnded()
return/ servletEnded()
startAsync()/ onStartAsync()
startAsync()/ onStartAsync()
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Obra´zek 13: Stavy trˇı´dy, ktera´ realizuje rozhranı´ AsyncContext v kontejneru Pike
mozˇny´ prˇechod do stavu ERRORCOMPLETING. Do tohoto stavu se kontext dostane
tehdy, pokud „dispatchovany´“ servlet vyhodı´ nezachycenou vy´jimku. V tomto prˇı´padeˇ
se zavolajı´ metody onError na vsˇech posluchacˇı´ch, kterˇı´ byli na tomto kontextu registro-
va´ni a na´sledneˇ se prˇejde do stavuCOMPLETED. StavCOMPLETED je stavemkonecˇny´m,
ktery´ pouze vola´ metody onComplete na vsˇech posluchacˇı´ch a na´sledneˇ uzavı´ra´ odpoveˇd’.
Poslednı´ stav, ktery´ zby´va´ popsat, je stav ASYNCWAIT. Jizˇ vı´me, zˇe do tohoto stavu kon-
text prˇejde tehdy, pokud servlet ve sve´ metodeˇ service zavola´ metodu startAsync a pote´ jizˇ
nezavola´ metodu complete, cˇi dispatch. Jakmile se do tohoto stavu prˇejde, je spusˇteˇn cˇaso-
vacˇ, ktery´ odpocˇı´ta´va´ nastavenou timeout dobu. Pokud se, po uplynutı´ te´to doby, kontext
sta´le nacha´zı´ ve stavu ASYNCWAIT, je zavola´na metoda onTimeout na vsˇech poslucha-
cˇı´ch. Pokud ani jeden z posluchacˇu˚ v te´tometodeˇ nezavola´ metodu complete nebo dispatch,
prˇejde se do stavu COMPLETED a odpoveˇd’ je uzavrˇena automaticky. Tı´mto jsem tedy
objasnil vsˇechny stavy, ve ktery´ch se mu˚zˇe kazˇdy´ AsyncContext objekt nacha´zet. Jedine´,
co doposud zby´va´ popsat, je metoda servletEnded(). Tato metoda je definova´na takte´zˇ ve
trˇı´deˇ pike.servlet.api.AsyncContext a je vola´na, trˇı´dou ServletHolder, pokazˇde´, kdyzˇ skoncˇı´
metoda service, ke ktere´mu tento kontext patrˇı´. Tı´mto je kontext schopen, na tuto uda´lost,
reagovat amu˚zˇe prove´st vsˇe, co potrˇebuje. Tedy zavolat metodu complete, prove´st dispatch
nebo aktivovat cˇasovacˇ pro timeout.
4.3.2 Realizace API pro podporu anotacı´ WebServlet a WebListener
Nynı´ je prˇed na´mi celkoveˇ sedma´ iterace, ktera´ ma´ za u´kol, do kontejneru Pike, prˇidat
podporu pro anotaceWebServlet aWebListener. Toto nenı´ teˇzˇky´ u´kol, pouze stacˇı´ vytvorˇit
dalsˇı´ realizaci rozhranı´ IConfigurator, mı´rneˇmodifikovat trˇı´duWebAppFactory, kterou jsem
popisoval jizˇ drˇı´ve, a upravit WebInfConfigurator tak, aby podporoval atribut metadata-
complete, ktery´ je mozˇne´ specifikovat v korˇenove´m elementu web-app. Pokud je tento
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element nastaven na hodnotu true, je v dane´ webove´ aplikaci zaka´za´no hledat anotace
pro definici servletu˚, filtru˚ a posluchacˇu˚.
Novy´ IConfigurator se bude nazy´vat AnnotationsConfigurator a jaky´m zpu˚sobem jej
WebAppFactory do sve´ho ko´du integruje, je zobrazeno na vy´pisu 17. Popisovat modifikaci
trˇı´dy WebInfConfigurator zde, stejneˇ jako u realizace asynchronnı´ho zpracova´va´nı´ pozˇa-
davku˚, nebudu, jelikozˇ trˇı´daWebInfConfigurator nenı´ nicˇı´m zajı´mava´, nebot’jejı´m jediny´m
u´kolem je zpracova´vat XML soubory.
public class WebAppFactory {
...
public static WebApp createWebApp(File webApp) throws Exception {
// rozbalime webovou aplikaci a vytvorime jeji prazdnou instanci
WebApp webAppImpl = Unpacker.getDefaultUnpacker().unpackWebApp(webApp);
// nastavime Classloader webowe aplikace, tedy URLClassloader, ktery
// vidi na vsechny tridy z WEB−INF/classes a z JARu ve WEB−INF/lib
setUpWebAppClassLoader(webAppImpl);
// zpracujeme web.xml
ConfiguratorFactory.getWebInfConfigurator().configure(webAppImpl);
// zpracujeme vsechny anotace, ktere najdeme na tridach teto webowe aplikace
// zde je tedy vyuzita trida AnnotationsConfigurator
// anotace zpracovavame az po web.xml, jelikoz deployment descriptor
// ma vyssi prioritu
ConfiguratorFactory.getAnnotationsConfigurator().configure(webAppImpl);
// vratime nakonfigurovanou webovou aplikaci
return webAppImpl;
}
...
}
Vy´pis 17: Integrace AnnotationsConfigurator doWebAppFactory
Implementace AnnotationsConfigurator je o neˇco zajı´maveˇjsˇı´ a je zobrazena na vy´pisu
C.5 v prˇı´loze C. Jak mu˚zˇete videˇt, AnnotationsConfigurator vzˇdy nejprve najde vsˇechny
trˇı´dy, ktere´ dana´ webova´ aplikace obsahuje (vcˇetneˇ teˇch trˇı´d, ktere´ se nacha´zejı´ v JAR
souborech ve slozˇce WEB-INF/lib) a na´sledneˇ kazˇdou trˇı´du skenuje pro WebServlet a
WebListener anotace. Pokud je dana´ trˇı´da neˇkterou z teˇchto anotacı´ anotova´na, je vytvo-
rˇen novy´ objekt typu ServletHolder, respektive ServletContextListenerHolder, ktery´ je pote´
nastaven a na´sledneˇ prˇida´n do webove´ aplikace. Zde je nutne´ prˇiznat, zˇe pro skenova´nı´
anotacı´ je vyuzˇito docˇasne´ho Classloaderu, ktery´ se vytvorˇı´ pomocı´ Classloaderu dane´
webove´ aplikace (tento Classloder je typuURLClassloader ama´ odkaz na vsˇechny zdroje,
ktere´ obsahujı´ jejı´ ko´d), a metody Class.forName(String, boolean, Classloader), ktera´ pro kazˇ-
dou trˇı´du vytvorˇı´ objekt typu Class, jezˇ je nada´le Classloaderem drzˇen v pameˇti. Tento
prˇı´stup je sice pohodlny´ (je mozˇne´ vyuzˇı´t API pro reflexi), ale nenı´ prˇı´lisˇ efektivnı´, jelikozˇ
se zbytecˇneˇ vytva´rˇı´ objekty typu Class pro kazˇdou trˇı´du, kterou sebou aplikace nese.
Sice je pote´ tento docˇasny´ Classloader znicˇen, a mu˚zˇe tedy probeˇhnout proces odebra´nı´
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vsˇech vytvorˇeny´ch objektu˚ typu Class, ale je zbytecˇneˇ zabı´ra´no mnoho pameˇti a cˇasu.
Lepsˇı´m rˇesˇenı´m, ktere´ meˇ ale bohuzˇel napadlo azˇ po realizaci sedme´ iterace, by bylo
vyuzˇı´t neˇjakou knihovnu pro zpracova´va´nı´ bytecode. V tomto prˇı´padeˇ by se zˇa´dne´ Class
objekty nevytva´rˇely, pouze by se procha´zely samotne´ class soubory a hledaly by se v nich
pozˇadovane´ anotace. Jelikozˇ vsˇak Pike vyvı´jı´me iterativneˇ, mu˚zˇe se ko´d sedme´ iterace
refaktorovat v neˇktere´ z dalsˇı´ch iteracı´.
4.3.3 Realizace sdı´lenı´ zdroju˚ z JAR souboru˚
Implementovat sdı´lenı´ zdroju˚ z JAR souboru˚ dane´ webove´ aplikace (respektive z jejich
META-INF/resources slozˇek) bude velice snadne´. Jak jsem jizˇ popisoval, kontejner Pike
prozatı´m podporuje pouze jediny´ zpu˚sob nahra´va´nı´ webovy´ch aplikacı´, a to ze slozˇky
webapps. K tomuto u´cˇelu vyuzˇı´va´ trˇı´duWorkDirUnpacker, ktera´ rozsˇirˇuje abstraktnı´ trˇı´du
Unpacker.WorkDirUnpacker tedy prova´dı´ vytva´rˇenı´ pra´zdny´ch instancı´ typuWebApp pro
objekty typu File, ktere´ odkazujı´ bud’na podslozˇku nebo WAR soubor ve slozˇce webapps.
Trˇı´da WorkDirUnpacker ve sve´m na´zvu obsahuje slova „work dir“ z toho du˚vodu, zˇe
kazˇdou webovou aplikaci kopı´ruje (poprˇı´padeˇ extrahuje) do pracovnı´ slozˇky v distribuci
(konkre´tneˇ do slozˇkywork). Samozrˇejmeˇ pro kazˇdouwebovou aplikaci je vytvorˇena jedna
samostatna´ podslozˇka.
K tomu, abychom tedy realizovali sdı´lenı´ zdroju˚ z JAR souboru˚, na´m tuto trˇı´du
stacˇı´ mı´rneˇ modifikovat. Upravit ji musı´me tak, aby po nakopı´rova´nı´ (cˇi extrakci) dane´
webove´ aplikace, take´ prosˇla vsˇechny jejı´ JAR soubory a nakopı´rovala obsah jejichMETA-
INF/resources slozˇek do hlavnı´ slozˇky dane´ webove´ aplikace, tedy do konkre´tnı´ podslozˇky
slozˇky work. Samozrˇejmeˇ, prˇi shodeˇ na´zvu˚, je soubor ze slozˇky META-INF/resources
ignorova´n, nebot’ ma´ nizˇsˇı´ prioritu. Jaky´m zpu˚sobem bude tento u´kol konkre´tneˇ re-
alizova´n, je zobrazeno na vy´pisu C.6 v prˇı´loze C. Vy´pis obsahuje pouze fragmenty
ko´du, jelikozˇ by bylo zbytecˇne´, uva´deˇt zde cely´ ko´d trˇı´dy WorkDirUnpacker. Ostatneˇ,
ten si lze prohle´dnout ve zdrojovy´ch ko´dech osme´ iterace. Stacˇı´ se podı´vat na trˇı´du
pike.servlet.deploy.impl.WorkDirUnpacker.
4.3.4 Implementace podpory pozˇadavku˚ typu multipart/form-data
V kapitole 3.12 jsem uvedl, zˇe existuje celkem neˇkolik knihoven, ktere´ jsou urcˇeny ke
zpracova´va´nı´ pozˇadavku˚ typu multipart/form-data. Protozˇe je teˇchto knihoven vı´ce, API,
ktere´ bude v kontejneruPikemultipart/form-datapozˇadavky zpracova´vat, navrhnu obecneˇ.
To z toho du˚vodu, aby bylo mozˇne´ vyuzˇı´vat libovolnou z teˇchto knihoven.
Tedy pro realizaci tzv. Parts API, ktere´ je u servletu˚ zodpoveˇdne´ za zpracova´va´nı´
multipart/ form-data pozˇadavku˚, musı´me prove´st na´sledujı´cı´:
1. Navrhnout obecne´ API.
2. Pomocı´ obecne´ho API implementovat getPart metody ve trˇı´deˇ pike.servlet.api.Http
ServletRequest.
3. Realizovat obecne´ API pomocı´ jedne´ z knihoven.
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pike.servlet.util.multipart
 req : HttpServletRequest
 getParts() : Collection<Part>
 getPart(name : String) : Part
<<abstract>>
MultipartRequestProcessor
-MultipartReqProcFactory()
 createProcessor(req) : MultipartRequestProcessor
MultipartReqProcFactory
javax.servlet.http
<<Interface>>
Part
<<Interface>>
HttpServletRequest
pike.servlet.util.multipart.impl
CommonsUploadProcessor
CommonsUploadPart
org.apache.commons.fileupload
<<use>>
<<use>>
<<use>>
<<create>>
<<create>>
<<use>>
<<create>>
Visual Paradigm for UML Community Edition [not for commercial use] 
Obra´zek 14: API pro zpracova´va´nı´ multipart/form-data pozˇadavku˚ v kontejneru Pike
Jak bude obecne´ API vypadat, jemozˇne´ videˇt na obra´zku 14. Z tohoto obra´zku lze da´le
vycˇı´st, zˇe pro vy´chozı´ implementaci Parts API, bude vyuzˇito sluzˇeb knihovny Commons
FileUpload41, ktera´ je jednı´m z projektu˚ konsorcia The Apache Software Foundation.
Hlavnı´ trˇı´dou, ktera´ bude zodpoveˇdna´ za zpracova´nı´ pozˇadavku˚, bude abstraktnı´ trˇı´da
s na´zvem MultipartRequestProcessor. Tato trˇı´da definuje dveˇ abstraktnı´ metody, a to get-
Part a getParts, ktere´ nabı´zejı´ totozˇnou funkcionalitu jako stejneˇ pojmenovane´ metody
v rozhranı´ HttpServletRequest. Je tedy zrˇejme´, zˇe implementace teˇchto metod ve trˇı´deˇ
pike.servlet.api.HttpServletRequest bude velmi snadna´. Tato trˇı´da jen, s pomocı´ tova´rny
MultipartReqProcFactory, zı´ska´ objekt typuMultipartRequestProcessor (ktery´ za beˇhu bude
typu CommonsUploadProcessor) a na´sledneˇ na neˇm zavola´ jednu z metod getPart, respek-
tive getParts. Jelikozˇ je tato realizace velmi snadna´, nebudu zde jizˇ uva´deˇt jejı´ zdrojovy´
ko´d. Stejneˇ tak zde neuvedu ani implementace trˇı´d CommonsUploadProcessor, respektive
CommonsUploadPart, jelikozˇ jsou veˇtsˇı´ho rozsahu. Pokud prˇesto jejich ko´d chcete videˇt,
podı´vejte se, prosı´m, do zdrojovy´ch ko´du˚ deva´te´ iterace.
41Tato knihovna je dostupna´ pod totou adresou: http://commons.apache.org/fileupload/
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4.3.5 Realizace programove´ registrace servletu˚
Jak vı´me, programova´ registrace servletu˚ je reprezentova´na metodami addServlet, crea-
teServlet a getServletRegistration a rozhranı´mi ServletRegistration, respektive ServletRegis-
tration.Dynamic.
Tedy pro jejı´ realizaci musı´me nejprve vytvorˇit trˇı´dy, ktere´ budou tyto dveˇ rozhranı´
realizovat, na´sledneˇ implementovat, vy´sˇe zmı´neˇne´, metody tak, aby tyto trˇı´dy vyuzˇı´valy
a pote´ mı´rneˇ upravit trˇı´du WebApp takovy´m zpu˚sobem, aby byla schopna uchova´vat
objekty typu ServletRegistration. Doposudma´ totizˇ servlety reprezentova´ny pouze pomocı´
objektu˚ typu ServletHolder.
Rozhranı´ ServletRegistration, respektive ServletRegistration.Dynamic bude v kontejneru
Pike realizova´no trˇı´dou pike.servlet.api.ServletRegistration, respektive pike.servlet.api.Dynam
icServletRegistration. Na realizaci teˇchto trˇı´d nenı´ nic zajı´mave´ho, proto zde neuvedu ani
jejich zdrojovy´ ko´d (ten je, v prˇı´padeˇ za´jmu, umı´steˇn v desa´te´ iteraci). Snad jen podotknu,
zˇe trˇı´da DynamicServletRegistration rozsˇirˇuje trˇı´du pike.servlet.api.ServletRegistration a obeˇ
dveˇ ke sve´ implementaci potrˇebujı´ pouze odkaz na objekty typu ServletHolder, respektive
WebApp. Nic vı´c k jejich realizaci jizˇ potrˇeba nenı´.
Jelikozˇ se zbyle´ pozˇadavky ty´kajı´ uzˇ pouze trˇı´dy WebApp (ta totizˇ realizuje rozhranı´
ServletContext, ve ktere´m jsou definova´ny vsˇechny metody pro programovou registraci
servletu˚), jejı´ zdrojovy´ ko´d je umı´steˇn ve vy´pisu C.7 v prˇı´loze C, na ktere´m lze videˇt,
jak bude programova´ registrace konkre´tneˇ realizova´na. Ko´d ve vy´pisu je okomentova´n a
myslı´m, zˇe jizˇ zˇa´dne´ dalsˇı´ vysveˇtlenı´ nepotrˇebuje.
4.3.6 Realizace podpory objektu˚ typu ServletContainerInitializer
Poslednı´ novinkou z nejnoveˇjsˇı´ verze servletu˚, kterou kontejner Pike realizuje (a vytvorˇı´
tak jedena´ctou iteraci), bude podpora inicializa´toru˚, tedy objektu˚ implementujı´cı´ch roz-
hranı´ ServletContainerInitializer.
Jak vı´me, inicializa´tory se mohou nacha´zet ve dvou umı´steˇnı´ch, a to bud’ na u´rovni
samotne´ho servletove´ho kontejneru, nebo prˇı´mo v ra´mci konkre´tnı´ch webovy´ch apli-
kacı´. Da´le specifikace narˇizuje, zˇe inicializa´tory, na u´rovni kontejneru, se musı´ volat prˇi
startu kazˇde´ webove´ aplikace a inicializa´tory, ktere´ se nacha´zejı´ v rozsahu jednotlivy´ch
webovy´ch aplikacı´, je povoleno volat jen prˇi jejich startu.
Z teˇchto du˚vodu˚, bude kontejner Pike podporu inicializa´toru˚ realizovat takto:
1. Vytvorˇı´ trˇı´du, ktera´ prˇi sve´ inicializaci nacˇte vsˇechny inicializa´tory na u´rovni kon-
tejneru.
2. Do te´to trˇı´dy prˇida´ statickou metodu, ktera´ bude prˇijı´mat objekt typu WebApp.
Jakmile se tato metoda zavola´, notifikujı´ se vsˇechny inicializa´tory na u´rovni kon-
tejneru, nacˇtou se inicializa´tory prˇedane´ webove´ aplikace a na´sledneˇ se zavolajı´ i
ty.
3. Upravı´ se metoda start trˇı´dyWebApp tak, aby vzˇdy volala, vy´sˇe zmı´neˇnou, metodu.
Tuto metodu bude samozrˇejmeˇ volat prˇed notifikacı´ kontextovy´ch posluchacˇu˚.
72
Trˇı´da realizujı´cı´ podporu inicializa´toru˚ se bude nazy´vat ServletContainerInitializerSup-
port a nejdu˚lezˇiteˇjsˇı´ cˇa´sti jejı´ho ko´du mu˚zˇete videˇt na vy´pisu C.8 v prˇı´loze C. Na tomto
vy´pisu nenı´ nic moc zajı´mave´ho, snad jen to, zˇe se pracuje s classloadery kontejneru
a jednotlivy´ch webovy´ch aplikacı´ a pro nalezenı´ inicializa´toru˚ se vyuzˇı´va´ sluzˇeb trˇı´dy
java.util.ServiceLoader.
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5 Za´veˇr
Hlavnı´ cı´le te´to pra´ce byly dva. Prvnı´m cı´lem bylo podrobneˇ popsat ty nejpodstatneˇjsˇı´
novinky v nejnoveˇjsˇı´ verzi servletove´ specifikace, tedy ve verzi s oznacˇenı´m 3.0. Tı´m
druhy´m pak byl na´vrh a na´sledna´ realizace vlastnı´ho servletove´ho kontejneru, ktery´
bude umozˇnˇovat vyuzˇitı´ neˇktery´ch novinek.
5.1 Prˇı´nos te´to pra´ce
Oba hlavnı´ cı´le byly splneˇny. Novinky byly podrobneˇ popsa´ny v kapitole 3, prˇicˇemzˇ byly
vysveˇtleny nejenom ty nejpodstatneˇjsˇı´ z nich, ale byly uvedeny te´meˇrˇ vsˇechny zmeˇny,
ktere´ se v nejnoveˇjsˇı´ verzi servletu˚ uda´ly.Opomenuto bylo pouze neˇkolik neprˇı´lisˇ podstat-
ny´ch vylepsˇenı´ v servletove´ specifikaci a servletove´m API. Kazˇde´ novince byla veˇnova´na
samostatna´ podkapitola, kde jako prvnı´ byly objasneˇny ty nejhlavneˇjsˇı´, ktere´ jisteˇ budou
zajı´mat velke´ procento programa´toru˚ servletovy´ch webovy´ch aplikacı´. Mezi takove´to
zmeˇny nepochybneˇ patrˇı´ naprˇı´klad asynchronnı´ zpracova´va´nı´ klientsky´ch pozˇadavku˚,
modularizace deployment descriptoru cˇi definice servletu˚, filtru˚ a posluchacˇu˚ pomocı´ ano-
tacı´. Tyto trˇi zmeˇny byly popsa´ny v kapitola´ch 3.1, 3.2, respektive 3.3. Domnı´va´m se, zˇe
kapitola 3 poda´va´ prˇehledny´ a uceleny´ popis te´meˇrˇ vsˇech novinek, v technologii Java
Servlet 3.0, jezˇ do teˇchto chvil nenı´ nikde jinde k dispozici.
Na´vrhu vlastnı´ho servletove´ho kontejneru byla veˇnova´na kapitola 4. Ta byla da´le
rozdeˇlena do trˇı´ podkapitol, kde v prvnı´ byl nejprve poda´n na´vrh za´kladnı´ architek-
tury, ve druhe´, nad touto architekturou, probeˇhla realizace servletove´ho API a nakonec
ve trˇetı´ bylo implementova´no neˇkolik novinek z nejnoveˇjsˇı´ verze servletove´ specifikace.
Tedy prvnı´ podkapitola se zaby´vala vy´beˇrem webove´ho serveru, distribucı´ kontejneru,
konfiguracˇnı´m subsyste´mem a realizacı´ artefaktu˚ a trˇı´d, ktere´ doka´zˇou kontejner spustit
a ukoncˇit. Druha´ popsala na´vrh API, ktere´ v kontejneru realizovalo servletovou specifi-
kaci do verze 2.5. Zaby´vala se tedy implementacı´ hlavnı´ch prvku˚ ze servletu˚ a realizacı´
subsyste´mu pro nahra´va´nı´ samotny´ch webovy´ch aplikacı´. Konecˇneˇ trˇetı´ podkapitola
podala na´vrh a implementaci celkem sˇesti novinek z nejnoveˇjsˇı´ verze servletu˚. Byly im-
plementova´ny tyto novinky: asynchronnı´ zpracova´va´nı´ pozˇadavku˚, anotace pro definici
servletu˚, filtru˚ a posluchacˇu˚, sdı´lenı´ zdroju˚ z JAR souboru˚, podpora pozˇadavku˚ typu
multipart/form-data, programova´ registrace servletu˚ a sdı´lenı´ knihoven servletove´ho kon-
tejneru. I kdyzˇ je vy´sledny´ kontejner pouze takovy´ proof-of-concept, jizˇ nynı´ doka´zˇe bez
veˇtsˇı´ch proble´mu˚ obsluhovatwebove´ aplikace, ktere´ vyuzˇı´vajı´ pouze servlety, kontextove´
posluchacˇe a API, vy´sˇe zmı´neˇny´ch, sˇesti novinek. Prˇı´nosem cˇtvrte´ kapitoly je tedy reali-
zovany´ servletovy´ kontejner, jehozˇ kazˇdy´ za´jemce mu˚zˇe vyuzˇı´t ke svy´m u´cˇelu˚m, vcˇetneˇ
implementace sve´ho kontejneru.
5.2 Dalsˇı´ vy´voj
Poneˇvadzˇ je vytvorˇeny´ kontejner pouze proof-of-concept, mozˇnostı´ pro jeho dalsˇı´ vy´voj je
spousta. Samozrˇejmeˇ prvnı´m krokem je doimplementovat vsˇechny na´lezˇitosti servletove´
specifikace a projı´t TCK pro JSR 315. Tzn. podporovat kompletnı´ Servlet API a striktneˇ
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dodrzˇet vesˇkera´ pravidla, ktera´ na´m definuje servletova´ specifikace. Ve druhe´m kroku
by bylo vhodne´ prove´st refaktorizaci sta´vajı´cı´ho ko´du a prove´st vsˇemozˇne´ optimalizace.
Po tomto kroku by jizˇ kontejner meˇl by´t velmi kvalitnı´, robustnı´ a dostatecˇneˇ rychlou
realizacı´ servletove´ specifikace. Trˇetı´m, a logicky´m, krokem by bylo kontejner postupneˇ
obohacovat o podporu dalsˇı´ch technologiı´ a pomalu jej transformovat na aplikacˇnı´ server.
Krom technologiı´, ktere´ je nucen kazˇdy´ JavaEE aplikacˇnı´ server podporovat42, by kontej-
ner mohl implementovat take´ naprˇı´klad WebSockety cˇi nabı´zet vylepsˇenou integraci pro
projekty jako Terracotta43 a Hibernate44.
42Soupis teˇchto technologiı´ pro JavaEE verze 6 je dostupny´ v ra´mci JSR 316.
43Terracotta je velmi zajı´mavou Java technologiı´ pro tvorbu snadno sˇka´lovatelny´ch aplikacı´. Jejı´ domovska´
stra´nka je dostupna´ pod tı´mto URL: http://www.terracotta.org.
44Hibernate je projekt, ktery´ nabı´zı´ objektovy´ prˇı´stup k relacˇnı´mdatu˚m. Vı´ce informacı´ viz: http://www.hi
bernate.org.
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7 Prˇı´lohy
A Uka´zkova´ servletova´ webova´ aplikace
– Popis webove´ aplikace umı´steˇn na CD v dokumentu s na´zvem diplomova
prace prilohy.pdf.
– Implementace webove´ aplikace se nacha´zı´ na CD v souboru HomePages.war.
B Zmeˇny v jednotlivy´ch verzı´ch servletove´ specifikace
– Prˇı´loha umı´steˇna na CD v dokumentu s na´zvem diplomova prace prilohy.pdf.
C Zdrojove´ ko´dy hlavnı´ch trˇı´d kontejneru Pike
– Prˇı´loha umı´steˇna na CD v dokumentu s na´zvem diplomova prace prilohy.pdf.
D Webova´ aplikace vyuzˇı´vajı´cı´ asynchronnı´ zpracova´va´nı´ pozˇadavku˚ (jedna´ se o asyn-
chronnı´ chat)
– Implementace webove´ aplikace se nacha´zı´ na CD v souboru async-request-
war.war.
E Servletovy´ kontejner Pike
– Prˇı´loha umı´steˇna na CDve slozˇce s na´zvemKontejnerPike. Slozˇka da´le obsahuje
podlozˇky pro kazˇdou iteraci a kazˇda´ iterace jak spustitelnou distribuci, tak
zdrojove´ ko´dy ve formeˇ Eclipse projektu.
