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2. 選択された課題の表示を行うために（図 3.5の 4⃝から 5⃝），Model部分から課題を
文字列で受け取り，HTML上で課題として表示できるように整形し，View部分に
送る．







本実装では，CSSで装飾された index.htmlを使用している．図 3.5の 1⃝は，index.html
がサーバからブラウザに転送された後，直ちに実行される JavaScriptの関数として実装
されている．図 3.5の 4⃝は，一覧表示で学生による課題の選択後， URLを経由して 1⃝と
同様の処理を行う．図 3.6に JPLASの実装を示す．
図 3.6において丸囲みの数字は，図 3.5と同じものである．これらは JavaScriptで実装












































































図 3.9: Binary files uploading/downloading.
図 3.9に示すように，ストリームを使用してバイナリファイルを（ファイルシステムに
格納せずに）送信するには，次の手順を適用する．










1 <% ＠ page contentType="image/jpeg" import="java.io.*,..." %><%
2 InputStream in = ...;
3 response.setContentType("image/jpeg");










































表 3.3に，今回の JPLAS実装での 2つの開発事例における追加ファイル数を示す．表
3.2と同様に，HTML, Javascript, CSSファイル，JSPファイル，Javaコードのソースファ
イル数を拡張子で分類している．













































































存関係に着目している．まず，ステートメント s1 とステートメント s2 に対し，以下の場
合に， s1 から s2 への制御依存関係が成り立つものとする．
1. s1 は条件文かループである
2. s2 が実行されるかどうかは s1 に依存する
また，以下の場合に， s1 から s2 へのデータ依存関係が成り立つものとする．
1. s1 において変数 v が定義されている
2. s1 から s2 への実行可能パス内に v は再定義されない




















2 c.next.start = d.parent.start;














1 public class Sx05 {
2 public static boolean isNumberOnly(final String target) {
26
3 if (target!=null && target.length()>0) {
4 return 0 == target.replaceAll("[0-9]*", "").length();






2: public static boolean isNumberOnly(final String target) {
3: if (target!=null && target.length()>0) {
4: return 0 == target.replaceAll("[0-9]*", "").length();
5: } else { 7: } 8: }













































































0 1: public class Sx05{
0 2: public static boolean isNumberOnly(String target){
5 3: if(target != null && target.length() > 0){
4 4: return 00 == target.replaceAll("[0-9]*","").length();
0 5: else















dot para. 行番号 コード
0 0 1: public class Main{
0 0 2: public static void main(String[] args){
0 1 3: Support alice=new NoSupport("Alice");
0 2 4: Support bob=new LimitSupport("Bob",100);
0 2 5: Support charlie=new SpecialSupport("Charlie",429);
0 2 6: Support diana=new LimitSupport("Diana",200);
0 1 7: Support elmo=new OddSupport("Elmo",100);
0 2 8: Support fred=new LimitSupport("Fred",300);
5 5 9: alice.setNext(bob).setNext(charlie)
.setNext(diana).setNext(elmo).setNext(fred);
0 0 10: for(int i = 0; i < 500; i+=33){
1 2 11: alice.support(new Trouble(i));
0 0 12: }
0 0 13: }
0 0 14: }
4.4.2 課題解答数

















図 4.6: readLine 課題での解答時間
まず，27 課題中，4 課題で，バッファから行単位に呼び出す readLine を出題している．
図 4.6 に，これらの課題を学生毎に，解いた順に並び替え，課題に要した時間を示す．そ
の際，課題に要する時間中には退席するなどの時間も含まれているため，その影響を排除
するために 10 分以内の解答時間に限定した．図 4.6 より，平均値で 1 回目 287 秒， 2




























































コード クラス数 メソッド数 行数 クラス内要素 クラス間連携 外部連携 学習者
Window 2 2 24 2 3 0 2
BinarySearch 2 3 45 3 3 0 3
Prototype 4 6 54 6 5 0 2
Singleton 2 3 32 2 3 0 3
Builder 4 6 40 6 6 0 5







コード 4.3: 最後に除外した 6ステートメント
1 WindowTest windowText = new WindowTest();
2 frame = new Frame("Window␣Test"); // Set the initial value for the Frame
3 Entry[] table = new Entry[MAX]; // Array to store the data
4 private Map <String, Prototype> hashmap = new HashMap <String ,
Prototype> ();
5 List list = new ArrayList();






















コード 重複 提案 学習者 行数
Window 2 3 2 24
BinarySearch 1 3 3 45
Prototype 2 5 2 54
Singleton 2 3 3 32
Builder 5 6 5 40
表 4.4の結果を，そのステートメント数に関するスケールがわかるようにグラフ化した














表 4.5: コアステートメント抽出数比較 (2要素)
コード 重複 提案 学習者 行数
Window 2 4(+1) 2 24
BinarySearch 1 4(+1) 3 45
Prototype 2 6(+1) 2 54
Singleton 2 4(+1) 3 32





1 int middle = (low + high) / 2;
2 if (key == table [ middle ]. key) {


























ソースコードが所要の機能を充足していても, 拡張性, 保守性に難がある場合, 「良い」
コードとは言えない. 特に, 安易なコピーペーストや, コード作成に対する未熟な理解から
発生する冗長なコード断片は, 保守の阻害要因となり, コード品質の劣化を招く. コード
中の互いに一致する, あるいは, 類似したコード断片は, コードクローンと呼ばれ, 多くの
場合, コピーペーストにより発生している [44]. コードクローンを有するコードは, リファ




場合, 出来上がったコードの品質には気を留めず, コンパイルに成功, あるいは, 実行結果






















コードクローン除去問題では, 課題毎に, プログラムの仕様を表す「課題文」, コードク
ローンを含む「ソースコード」,その正しさを検証するための「テストコード」を学生に提
示する. 学生は, リファクタリング後のコードを「解答コード」として提出する. サーバに
おける解答コードの採点では, コンパイルによる文法チェック, JUnit上でテストコードを








JPLASの問題を学習することで, 学生は, Javaの文法から始め, 徐々に継続的に, プロ
グラミング能力を高めることが期待されている. そして最終的に, コード作成問題を解答
することで, 要求される機能を満足するコードを作成することが可能となる. しかしなが




2 public static void main(String[] args){
3 int n = 1;
4 while(n <= 100){
5 if(n % 15 == 0){
6 System.out.println("FizBuz");
7 n = n + 1;
8 }else if(n % 5 == 0){
9 System.out.println("Buz");
10 n = n + 1;
11 }else if(n % 3 == 0){
12 System.out.println("Fiz");









上記のコードは, よく知られたFizzBuzz問題 [34]に対して, ある学生が実際に提出した
コードである. 下線で示した "n = n + 1 ;" のステートメントは, 7行目, 10行目, 13行







一般にコードクローンは, プログラムコード中に現れる同一, あるいは, 類似のコード断
















に見られるコードクローンである. 先の例では, 7,10,13,16行目の”n=n+1;”を排し, while







1 public class Animal {
2 void howl(){
3 for(int i = 0; i < 3; i++){
4 System.out.println("Bow−wow");
5 }














6 void howlPart(String howlingStr){








ことで, コードクローンを一か所に集約する. 本問題では, Javaの継承, 移譲の概念を理解
することを目的としている．コード 5.4に問題コードの例を示す.
コード 5.4: クラス作成によるコードクローン除去の問題例
1 public class Main {
2 public static void main(String[] args) {
3 Dog dog = new Dog();
4 dog.say();





10 String cry = "Bow-wow";
11 public void say() {






18 String cry = "Meowing";
19 public void say() {





本問題コードで除去すべきコードクローンは, 12行目から 14行目, 20行目から 22行目
である. その解答コードの例をコード 5.5に示す.
コード 5.5: クラス作成によるコードクローン除去の問題解答例
8 ... ( 略 ) ...
9 class Dog extends Animal{
10 Dog(){
11 cry = "Bow-wow";
12 }
13 }
14 class Cat extends Animal{
15 Cat(){




20 String cry = "";
43
21 public void say() {





コード 5.5では, Animalクラスを新たに作成し, Dog, Catクラスがそれを継承すること
でコードクローンを除去している. また, 新規にクラスを作成しなくても, 例えばDogク
ラスを親クラス, Catクラスを子クラスにすることで, 除去することも可能である. この場





る. 本研究では, このリファクタリング技法に相当する手法として, Javaのデザインパター
ン [?]を用いることとする. これにより, デザインパターンの学習にも貢献できる. コー
ド 5.6にその例を挙げる.
コード 5.6: テンプレートメソッドの形成による除去問題
46 ... ( 略 ) ...
47 public void trace(Lines g){






54 p = p.getNext();
55 }
56 }
57 public void measureLength(Lines g){






64 p = p.getNext();
65 }
66 }
67 ... ( 略 ) ...
コード 5.6 は, 図 5.1に示す, 木構造をトレースするプログラムである. 図 5.1では, 双
方向チェーンで連結した Linesクラスの各オブジェクトが, 子チェーンとして Linesクラ
44
スのチェーンを持つことができる木構造が示されている. これにより, 例えば, プログラ
ムのステートメントを表すことができる. その場合, 各節はステートメントを表す.
図 5.1: プログラムのステートメントを表す木構造 Lines





2つのメソッド trace, measureLengthは, ほぼ同じ内容であるが, 50行目と 60行目が異





46 ... ( 略 ) ...
47 abstract class Visitor{
48 abstract void visit(Lines l);
49 }
50 public void trace(Lines g){
51 Visitor visitor = new Visitor(){






58 public void measureLength(Lines g){
59 Visitor visitor = new Visitor(){







66 public void accept(Visitor v){






73 p = p.getNext();
74 }
75 }
76 ... ( 略 ) ...
5.3.7 クローン探査ツール
今回, クローン探査ツールとして, Javaコードのスタティック解析ツール PMDのアド
オンである, Copy/Paste Detector (CPD)を採用した. CPDでは, 変数やリテラルの違い
の無視や, コードクローンとみなす最小トークン数をパラメータで指定できる. 教員によ
る問題作成の際にも, 作成した問題がその意図に一致するように, CPDを使用しながら,
















1 public class CctestEx01 {




6 static void dogSay() {
7 System.out.println("Hello.");
8 System.out.print("This is ");
9 System.out.println("Dog.");
10 }
11 static void catSay() {
12 System.out.println("Hello.");








1 class C026 {



























1 public class CctestEx02 {




6 static void dogSay() {
7 sayHello("Dog.");
8 }
9 static void catSay() {
10 sayHello("Cat.");
11 }






コード 5.10は,テストコードか仕様で dogSay()メソッドと catSay()メソッドの作成が
明示されていなければ，更に，コード 5.11のように改善できる．
コード 5.11: さらに改善されたパラメー夕化による除去
1 public class CctestEx02 {




















コード 5.12: コードクローン除去問題のためのエレメント空欄補充問題（ステップ 1）
1 class CctestEx01Better {












14 static void 2 () {
15 3 .out.println("Hello.");







コード 5.13: コードクローン除去問題のためのコードクローン指摘問題（ステップ 2）
1 2 public class CctestEx02 {






























1 public class C026Test {
2 //＠Test
3 public void testMain() {
4 PrintStream p = System.out;
























2 public void testCPD() {











1 java.lang.AssertionError: Code Clones are found.
2 Expected: TO DELETE CODE CLONES BELLOW EITHER
3 Match:
4 tokenCount = 22










2 public void testLength() {





7 assertThat("Make␣code␣shorter.", cw.getTotalLineOfCode(), new
BaseMatcher(){
8 int limit = 88;
9 public boolean matches(Object arg0) {
10 return (limit>(int)arg0);
11 }












1 java.lang.AssertionError: Make code shorter.
2 Expected: shorter code less than 88
3 but: was <90>
4 at org.hamcrest.MatcherAssert.assertThat(MatcherAssert.java:20)～略～
5.5 評価実験





本実験の被験者は, 研究室内の学生 7名で, Java言語に対する理解度は, 現在 Javaプロ
グラミング授業履修中の学生 2名, 研究で Javaプログラミングを行っている学生 5名であ










表 5.3の各問題の正解者数より, 問題が難しくなるにつれ, 正解者数が減少しているこ
とがわかる. 特に, 問題２～４は，初学者への出題に適しているとは言い難く，さらに工
夫が必要である．
次に, 問題解答後に実施した, これらの学生へのアンケート結果を, 表 5.5.1.2に示す. こ
こでは, 各質問に対して, 5を「とても思う」, 1を「全く思わない」として, 5段階で答え
てもらった.
表 5.2: アンケート結果
質問 5(yes) 4 3 2 1(no)
冗長なコードは問題と思うか 4 3 0 0 0
クラスの理解が増したか 4 2 1 0 0
デザインパターンの理解が増したか 1 4 2 0 0
5.5.1.3 考察
表 5.5.1.2より, 学生全員が冗長なコードに対する問題意識はあるが, クラスの概念を十
分理解していないために, クラスを利用した問題解決には至っていないことがわかる. 今
後, コードクローン除去問題を解くことで, クラスの理解が進むことが期待される. 更に







本実験の被験者は, 研究室内の学生 7名である．Javaに対する理解度としては, 初学者












3 public class LapTime {
4 static Date dt;
5 public static void main(String[] args) {
6 System.out.print("Start␣at␣:␣");
7 dt = new Date();
8 System.out.println(dt.toString());
9 int wk = 1;
10 for(int i = 10; i > 0; i−−) {
11 File file = new File("C:\\");
12 double total = (double)file.getTotalSpace();
13 }
14 System.out.print("End␣at␣:␣");








1 public class CctestEx02 {





6 static void threeTimesSay() {




11 static void twoTimesSay() {











例題 コードクローン コード個所指摘問題 作成
メソッド抽出 7 7 6
パラメー夕化 7 2 6
一方，今回出題した「パラメー夕化による除去」の問題に対して，コードクローン個所
































ゼンテーションを分離できる，モデル 1とモデル 2と呼ばれる 2つの JSPモデルが
示されている．モデル 1は，JSPページと Java Beanコードのみを使用するのに対
し，モデル 2はアプリケーションソフトウェアアーキテクチャを開発するのに役立
つMVCモデルとなっている．Strutsフレームワークは，モデル 2に沿っている．










• Web application framework for end-user-initiative development[39]
文献 [39]では，エンドユーザ主導の開発プロジェクトのために em EcoFWが提案さ
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