IMPORTANCE OF USER INTERFACE TOOLS
There are many advantages to using user interface software tools. These can be classified into two main groups:
(1) The quality of the interfaces will be higher. This is because:
User Intetiace Software Tools . 67 -Designs can be rapidly prototyped and implemented, possibly even before the application code is written.
-It is easier to incorporate changes discovered through user testing.
-There can be multiple user interfaces for the same application.
-More effort can be expended on the tool than may be practical on any single user interface since the tool will be used with many different applications.
-Different applications are more likely to have consistent user interfaces if they are created using the same user interface tool.
- (2) The user interface code will be easier and more economical to create and maintain. This is because:
-Interface specifications can be represented, validated, and evaluated more easily.
-There will be less code to write, because much is supplied by the tools.
-There will be better modularization due to the separation of the user interface component from the application. This should allow the user interface to change without affecting the application, and a large class of changes to the application (such as changing the internal algorithms)
should be possible without affecting the user interface.
-The level of programming expertise of the interface designers and implementors can be lower, because the tools hide much of the complexities of the underlying system.
-The reliability of the user interface will be higher, since the code for the user interface is created automatically from a higher-level specification.
- -move-to-type, which means that the mouse only has to move over a window to allow typing to it. This is usually faster for the user, but may cause input to go to the wrong window if the user accidentally knocks the mouse. [Cardelli and Pike 1985, p, 199] . Another problem with toolkits is that they are often difficult to use since they may contain hundreds of procedures, and it is often not clear how to use the procedures to create a desired interface. For example, the documentation for the Macintosh Toolbox now covers six books, of which about 1/3 is related to user interface programming, As with the graphics package, the toolkit can be implemented either using or being used by the windowing system (see Figure  3 ). Early systems provided only minimal widgets (e.g., just a menu), and expected applications to provide others. In the Macintosh, the toolkit is at a low level, and the window manager user interface is built using it. 
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Prototypes
Bricklin's Demo 8.2.4.1 Director lIyperCard . . . . . . should be provided at the system level, and therefore should be part of the underlying toolkit. Naturally, since this is aimed at users, it will not be like programming in C, but rather at some higher level.
---------------------------------------------------------------------------------------------------------------------
The X Business Group predicts that there will be an increased use of tools by end-users, rather than professional software developers, which will present enormous opportunities and challenges to tool creators.
There are many levels at which users might want to modify these "mallea- 
