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1 はじめに
コンポーネントとは，自身のみで完結した何らかの機能を提供する再利用可能なプログラム
構成単位である．コンポーネントの提供する機能が大きくなるに従い，共に用いる他のコンポー
ネントの種類は，コンポーネントの開発時に決定づけられる傾向にある [1]．例えば，メーラプ
ログラムを開発する際には，機能規模の大きいコンポーネントであるメール送信コンポーネント
を，テキスト編集コンポーネントと共に用いる傾向にあると考えられる．そこで，コンポーネン
トの内部に他のコンポーネントを操作する処理を埋め込み，コンポーネントから直接他のコンポー
ネントの機能を利用することで，迅速なアプリケーション開発を実現すると同時に，コンポーネ
ントをその開発者が想定する利用方法に沿って用いることができる．
コンポーネント間接続とは，あるコンポーネントが他の独立したコンポーネントの機能を，
実行時にアダプタ生成などせずに利用することである．コンポーネント間接続の方式として， Java
言語上のコンポーネントアーキテクチャ JavaBeans[2]上の追加的なフレームワーク “Runtime Con-
tainment and Services Protocol”[3]（以下、 Services Protocolと略記）が提案されている． Ser-
vices Protocolは，コンポーネント利用に関する開発者の負担を削減する．しかし Services Pro-
tocolでは，実行時に存在する他のコンポーネントのサービスクラスが，コンポーネント開発者
が想定したクラス，または，そのサブクラスでなければ接続できない．開発者が異なる場合は，
提供する機能群が同一であっても，想定するクラスが実際のサービスクラスとサブクラス関係に
ないことがある．このように，コンポーネントが公開するサービスクラスによる静的な型付けに
より接続の安全性は保証されるが，汎用性や柔軟性の低下を招き，再利用のためのコストが高
くなる [4]．また， Services Protocolでは，動的にコンポーネントを変更可能な状況は提供側・
要求側コンポーネントのサービスとしての型が同一もしくはサブクラス関係の場合のみに限られ
る．
本研究では，アプリケーション開発者の責任のもとで，安全性と柔軟性を両立したコンポー
ネント間接続を実現するために，タイプ関連グラフを定義し，同グラフ上の到達可能性を用い
た，コンポーネントの階層化が可能なコンポーネントモデルを提案し，その実装例を示す．
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2 コンポーネント技術
2.1 コンポーネントとは
コンポーネントとは、１つまたは複数のオブジェクトをパッケージ化してある機能やサービ
スを提供する、独立して交換・再利用可能なソフトウェア構成単位のことを指す [5]。近年、ソ
フトウェア開発環境がオブジェクト指向からこういったコンポーネント指向へと移りつつあると
いう指摘がある。コンポーネントは通常、複数のオブジェクトが連携することによって意味のあ
る機能を発揮することになる。コンポーネント、ソフトウェアアーキテクチャ、インテグレーショ
ンといった諸コンポーネント技術の発達により、オブジェクトをパッケージ化する仕組みが整い、
コンポーネント指向開発の実践が現実性を増してきている。
ただし、コンポーネントは、オブジェクト指向と共通する多くのアイデアを利用してはいる
ものの、必ずしもオブジェクト指向言語で開発されたものである必要はない。オブジェクト指向
は、あくまでも実装の上でコンポーネントの概念に適用し易いということに過ぎない。オブジェ
クト指向の継承機構を利用した再利用をホワイトボックス式と呼ぶことがあるのに対し、コン
ポーネントを利用した再利用は、パッケージ化された中身を知る必要がないという点で、ブラッ
クボックス式と呼ばれる。
2.2 JavaBeans
JavaBeansはコンポーネントアーキテクチャである。 JavaBeansは Java言語そのもので記述
され、 JavaBeansを作るために新しく必要な特別なものは何もない。ゆえに、 Javaが動く環境
ならばどこでも JavaBeansの利用は可能である。 JavaBenasは通常のオブジェクトと同じよう
に、プロパティ・メソッド・イベントを持っている。 JavaBeanは単体では役に立たず、他の Bean
と組み合わせて利用する。 JavaBeanの典型的な例を図 1に示す。 Beanは複数のクラスから構
成されることもあるが、公開されるのは一つだけである。
2.2.1 プロパティ
プロパティ (property)は Beanの性質を決め、その振る舞いを左右する。あるプロパティは
他の beanのプロパティと連動して変化するように結び付けられたり、あるいはプロパティの変
更を拒絶することも出来る。
JavaBeansのプロパティ定義の約束として、プロパティはアクセッサ（setter, getter）を持
たなければならない。アクセッサによりそれが単なるフィールドなのか、 Beanのプロパティな
のかが決定付けられる。図 1では sizeだけがプロパティである。
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Bean
- size
- color
+setSize(int) : 
+getSize() : int
-notifyPropertyChange( 
       String, Object, Object) :
SubBeanBSubBeanA
Facade
図 1: JavaBeansの例
2.2.2 メソッド
プロパティへのアクセッサ（setter, getter）は、メソッドの一種である。 Beanのメソッドは
publicであり、外部の Beanに何かしらのサービスを提供するものである。
2.2.3 イベント
Bean間の通信には Javaのイベント機構を利用する。 Beanは状態に何らかの変化があった
とき、他の Beanに伝える手段としてイベント (event)を生成する。このイベント通知により、
Beanは他の Beanとの連携が可能になる。例えば、キーボードからの入力、マウスのドラッグ、
スクロールバーの調整などは、 GUIBeansの典型的なイベントである。例えば、図 1の Beanは
PropertyChangeEventを生成する。
Beanが JavaBeansであるためには、他にも幾つかの約束事を満たす必要がある。例えば、
Beanはデフォルトコンストラクタを持たなければならない。また、 JavaBeansのための開発ツー
ルはたいていインストロペクション機能を持っている。それらのツールは前述のようなの Bean
のルールに従い、 Beanを調査することができる。
2.3 BeanContextと Services Protocol
BeanContextとは， JavaBeansコンポーネント間の関係を GUI構成とは無関係に多重階層
化するための仕組みである． BeanContextにおいて，コンポーネント自身が置かれている周囲
の状況に関する情報を保持するオブジェクトをコンテキストと呼ぶ． BeanContextを用いると，
3
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コンポーネント自身が，どのような状況に置かれているのかを実行時に把握することができる．
また、 BeanContextを利用すると、複数のコンポーネントを合成した複合コンポーネントを作
成することができる。この複合コンポーネントは、 JavaBeans・他の BeanContext・任意のオブ
ジェクトの論理的集合から成る。つまり、 BeanContextを実装したコンポーネントは、内部に
コンポーネントの論理的集合を持つことがきる。図 2に BeanContextのクラス階層を示すが、
ほとんどが interfaceで宣言されている。
                      <<interface>>
<<java.beans.context.BeanContextChild>>
                      <<interface>>
     <<java.beans.context.BeanContext>>
                      <<interface>>
<<java.beans.context.BeanContextService>>
<<java.beans.context.BeanContextChildSupport>>
    <<java.beans.context.BeanContextSupport>>
<<implements>>
<<implements>>
<<implements>>
<<java.beans.context.BeanContextServiceSupport>>
                            <<interface>>
<<java.beans.context.BeanContextServiceListenter>>                              <<interface>>
<<java.beans.context.BeanContextServiceListenter>>
図 2: BeanContextのクラス階層
Services Protocolとは， BeanContextの仕組みを用いてコンポーネント自身が置かれている
周囲の状況を意識し，状況に応じて自動的に接続することを可能とする仕組みである．提供側コ
ンポーネントをサービスプロバイダに登録することで，同一コンテキストにある要求側コンポー
ネントに提供側コンポーネントの機能を利用させるための仕組みを提供する．例えば，ニュース
リーダコンポーネントがその内部でメーラサービスを要求しているとき，メーラがサービスプロ
バイダに登録されている場合は投稿機能の呼び出しを活性化し，メーラがサービスプロバイダに
登録されていない場合は投稿機能の呼び出しを非活性化するといったように，状況に応じた自
動的な投稿機能の利用が可能となる． Services Protocolにおいて，あるコンポーネントが他の
コンポネントに公開・提供する機能をサービスと呼ぶ．サービスを提供するコンポーネントを提
供側コンポーネントと呼び，内部でサービスを要求するコンポーネントを要求側コンポーネント
と呼ぶ． Services Protocolでは，サービスの管理を行うプログラムであるサービスプロバイダ
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が，サービスの登録や登録解除，要求されたサービスのインスタンスの提供などを行う． Services
Protocolには，サービスを利用する際，要求側コンポーネントはサービスクラスの型による制約
を受けるため，第三者が作成したコンポーネントを適切に再利用できないという問題がある．サー
ビスクラスとは，サービスを表すクラスまたはインタフェースである．
Services Protocolを含めた BeanContext関連のクラスは java.beans.beancontext パッケー
ジに含まれている。 java.beans.beancontext パッケージに含まれるクラス・インタフェースにつ
いて重要なものをそれぞれ以下に説明する。
• BeanContext インタフェース
BeanContextは JavaBeansの論理階層コンテナとして役割を持つ。 BeanContextChildイ
ンタフェースを継承している。
• BeanContextChild インタフェース
BeanContextに包括されているコンポーネントは、自分が含まれている環境（BeanCon-
text）を知ることができる。ただし環境を知るための条件として、内部のコンポーネント
は BeanContextChildを実装していなければならない。また、 BeanContextインターフェー
スは BeanContextChildインターフェースを継承しているので、 BeanContextコンポーネ
ントも自分を含んでいる環境にアクセスすることが可能である。 BeanContextと BeanCon-
textChildは、デザインパターンにおける Compositeパターンの形をしている。
BeanContextインターフェースと BeanContextChildインターフェースを上手く使うこと
により、開発者はコンポーネントの論理的階層を定義することができる。
• BeanContextSupport クラス
BeanContextインタフェースを実装したヘルパークラスである。 BeanContextの利用を補
助する役割を持つ。
• BeanContextServices インタフェース
BeanContextを拡張した BeanContextServicesインターフェースがある。 BeanContextSer-
vicesは論理的階層とは別に、もう１つの仕組みを提供する。その仕組みとは、 BeanCon-
textServices内のコンポーネントがその環境内に存在するサービスを検出し、利用するた
めの仕組みである。サービスとはコンポーネントが提供する機能のことである。サービス
は単一のクラスで表現され、 BeanContextServicesに登録することができる。 BeanCon-
textServicesの仕組みを図 3に示す。
サービスの発見・利用の手順は次のようになる。
1. サービスを利用するコンポーネントを BeanContextChildとして BeanContextServices
に登録する。
5
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BeanContextService
BeanContextChildとしての機能
BeanContextとしての機能
BeanContextServiceとしての機能
Application
ServiceA
ServiceB
・サービスの問い合わせ
・サービスの取得
・サービスの解放
BeanContextChildを継承し
サービスを要求する
サービスを提供する
コンポーネント
図 3: BeanContextServicesの仕組み
2. 新しいサービスを ContextServiceに登録する。
3. サービスを利用するコンポーネントが BeanContextServicesに対してサービスのイン
スタンスを要求する。
• BeanContextServiceAvailableEvent クラス
BeanContextServicesに新しくサービスが追加されたとき、 BeanContextServiceAvailableEvent
が発生する。このイベントは BeanContextServiceListenerに通知され、新しいサービスが
BeanContextServicesに参加したことを知らせる。
• BeanContextServiceProvider インタフェース
コンポーネントが BeanContextServicesにサービスを要求したとき、実際にはそのサービ
スのインスタンスはサービスプロバイダーによって提供される。サービスプロバイダーは
BeanContextServiceProviderを実装する。
• BeanContextServicesSupport クラス
BeanContextServicesインタフェースを実装したヘルパークラスである。 BeanContextSup-
portクラスを継承し、 Services Protocolの利用を補助する役割を持つ。
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図 4のクラス図は階層構造を表しており，その一例として context1の内側に context2がネス
トされている状況のオブジェクト図を示している．
context1:BeanContext
context2:BeanContextbean1:
Object
bean3:
Object
bean2:
Object
BeanContext
Object
*
*
1
0
クラス図 オブジェクト図
図 4: BeanContext
2.4 従来のコンポーネント利用
コンポーネントを利用してアプリケーションを構築するに際し、コンポーネントの結合のタ
イミングが問題になる。
2.4.1 静的な結合
コンポーネントを結合してアプリケーションを開発する方法として、コンポーネント間の関
係を事前に定義してからアプリケーションを起動する、というものがある。従来の開発手法にお
いて一般的なのはこの方法である。このような結合を静的な結合と呼ぶ。例えばソースコードに
コンポーネントの利用を直接記述するような場合などがそうである。図 5はアプリケーションと
GUIコンポーネントの静的な結合の例である。
図 5のアプリケーションのソースコードには例えば次のような記述が書かれる。
Button btn = new Button("Push");
TextField tf = new TextField();
btn.addActionListener(this);
tf.setText("example");
このようにアプリケーションのソースコード内に利用するコンポーネント名が直接記述され
る。そのため、コンポーネントの型は静的に定義されることになる。
また、 BeanBoxのようなビジュアル開発ツールも静的な結合の一例である。 BeanBoxは Jav-
aBeansを結線し、その挙動を確認するためのツールである。コンポーネントの配置と結線（結
合）を GUI上で行うことにより、アプリケーションを作成する。
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Application
Button
TextField
<<java.awt.eventActionListener>>
+ addActionListener(ActionListener l) 
+ removeActionListener(ActionListener l)
<<implement>>
+ getText()
+ setText(String)
図 5: コンポーネントの静的な結合の例
さらに、アダプタを用いた接続も静的な結合である。この方式では、コンポーネントとコン
ポーネントを接続する際、グルーコードと呼ばれるアダプタを介して接続を行う（図 6）。グルー
コードは、コンポーネント間のインタフェースの軽微な差を埋めるための、値の変換処理が記述
されている。この方式の場合、コンポーネント利用の都度、コンポーネント利用方法にあったグ
ルーコードを記述しなければならないため、コンポーネント利用のコストが高い。
BarComponentFooComponent Adapter
図 6: アダプタを介した接続（クラス図）
2.4.2 動的な結合
コンポーネントの静的な結合は、場合によってはコンポーネントの再利用を妨げる原因とな
る。例えばWebサービスなどのようにアプリケーションの停止ができないような場合などがそ
うである。このようなケースでは実行前ではなく実行時に、コンポーネントを追加したり変更し
たりできるのが望ましい。
このような観点から、実行時にコンポーネント機能を探して利用する、すなわちコンポーネ
ントの動的な結合を支援するものとして Services Protocol[6][7]やコネクターを介した動的な接
続 [8]などがある。動的に利用可能なコンポーネントの機能を“コンポーネントサービス”と呼
ぶ。例えば Services Protocolの場合、 BeanContext環境に参加しているコンポーネントは、 Bean-
Contextへの他のコンポーネントの追加や削除を知ることができ、動的なコンポーネント間の結
8
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合が可能になる。
2.4.3 問題点
Services Protocolに代表される従来の動的なコンポーネントサービスの利用においては、要
求側のコンポーネントは提供側のコンポーネントのサービスとしての型を知っている必要がある。
ここで言う型とは、コンポーネントの名前とメソッドのシグネチャの一覧のことである。また、
利用する提供側コンポーネントを変更する場合には、提供側コンポーネントのサービスとしての
型を知っているだけでなく、新しい提供側コンポーネントのサービスとしての型が古い提供側コ
ンポーネントのサービスとしての型と完全に一致しているか、または、サブクラスである必要が
ある。このような制限は、特に第三者の作成したコンポーネントの利用の際に、アプリケーショ
ンが利用可能なコンポーネントを制限する原因となる（図 7）。例えば、古い提供側コンポーネ
ントと新しい提供側コンポーネントの開発者が異なるならば、２つのコンポーネントのサービス
としての型が完全に一致するかサブクラスとなることはほとんどない。
提供側コンポーネントを変更するときは次のような手順を踏む。
• アプリケーションが稼動しているならば停止する
• アプリケーションのソースコードを書き換えて、コンパイルする
静的にサービスを決定付ける場合、新しい提供側コンポーネントのサービスとしての型と古
い提供側コンポーネントのサービスとしての型が異なるならば、要求側コンポーネントとそれを
利用しているアプリケーションのソースコードを適切に修正する必要がある。図 7の修正の一例
は次のようになる。
BeanContextServices context;
float a, b, c;
CalcService service = (CalcService)context.getService(
this, this, CalcService.class, null, this);
float[] ab = {a, b}; //floatの配列型に変換
c = service.vecSize(ab); //メソッド名を変更し、変換した変数を引数に与え、実行
Double aa = new Double(a); //Double型に変換
service.printOut(aa); //メソッド名を変更し、変換した変数を引数に与え、実行
Double bb = new Double(b); //Double型に変換
service.printOut(bb); //メソッド名を変更し、変換した変数を引数に与え、実行
9
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上記のように提供側コンポーネントのソースコードを修正することによりサービスが利用可
能となるが、このような修正はプログラミング言語に対する知識が必要な上、軽微なインターフェー
スの違いであっても修正のためにかなりのコストがかかることもあり、問題になる。また、要求
側コンポーネントのソースコードが提供されていない場合には、新しい提供側コンポーネントの
利用自体が不可能となるため、問題となる。
BeanContextServices context;
float a, b, c;
VectorService service = (VectorService)context.getService(
this, this, VectorService.class, null, this);
c = service.calcVecSize(a, b); //サービスの実行
service.printVec(a);           //サービスの実行
service.printVec(b);           //サービスの実行
Graph
-service
2DVector
+calcVecSize(double, double):float
+printVec(float)
2DVector
+calcVecSize(double, double):float
+printVec(float)
VectorCalc
+vecSize(float[]):float
+printOut(Double)
Graph
-service
BeanContextServices context;
float a, b, c;
VectorService service = (VectorService)context.getService(
this, this, VectorService.class, null, this);
c = service.calcVecSize(a, b); //サービスの実行
service.printVec(a);           //サービスの実行
service.printVec(b);           //サービスの実行
利用するコンポーネントを“2DVector”から
サービスの異なる“VectorCalc”に変える
VectorServiceをCalcServiceに
書き換えなければならない
メソッドの名前を書き換えても、
引数の型が違うので利用できない
“VectorService”
サービスの
コンポーネント
“VectorService”
サービスの
コンポーネント
“CalcService”
サービスの
コンポーネント
コンポーネント
サービスを
利用したい
アプリケーション 利用可能
利用不可
図 7: 従来のサービス利用方法でサービスの異なるコンポーネントを利用するときの問題点
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3 タイプ関連グラフ
前章で示した問題点を解決する手法として、本研究ではタイプ関連グラフを上の到達可能性
を用いたコンポーネントモデルを提案する。
この柔軟なコンポーネントモデルは、同じ機能を持つサービスでも型が違えば上手く利用で
きない、という問題を解決する。型が違っていても似ているものは実行時に自動的にそのように
判別し、接続することができる。これはアプリケーションを停止する必要がないので動的なサー
ビスの変更を支援する。また、自動的に型を判別するので静的に利用する場合にもソースコード
の修正コストが不要となる。これによってアプリケーションの保守性を向上させることができる。
3.1 タイプとは
タイプとは広義には“式がどのように利用されるかといったセマンティックスを表現する式”
のことである。オブジェクト指向をベースにしたソフトウェア開発においてタイプの概念は必要
不可欠なものとなっている [9]。
一般にプログラミング言語ではさまざまな種類のタイプがあるが、タイプ関連グラフでのタ
イプとは、以下に定義するプリミティブ型・オブジェクト型・列挙型を指す。
• プリミティブ型
Javaで通常“プリミティブ型”と呼ばれているものであり、単純な値をとる基本的なタイ
プである。 char型、 boolean型、 byte型、 short型、 int型、 long型、 ﬂoat型、 double
型の 8つのタイプがある。
• オブジェクト型
Javaで通常“オブジェクト型”と呼ばれているものであり、内部にプリミティブ型やオブ
ジェクト型をを組み込むことができプログラマーが任意に作成することのできる、クラス・
インタフェース・配列を表すタイプである。例えば、 Object型、 Integer型、 Serialize型、
int[]型などがある。
• 列挙型
列挙型とは、複数のタイプを組にしたタイプのことである。例えば、 2つの double型を組
にした列挙型は {double, double}型となる。
3.2 定義
次の条件 1～ 5を満たす有向グラフ Γ = (V,E)をタイプ関連グラフと定義し、表記法を図
8，図 9に示す。ここで v ∈ V から v′ ∈ V の辺（継承辺、初期化辺、列挙辺）を εv→v′ と表記す
る。
11
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1. V = V C ∪ V I ∪ V P ∪ V R
• クラス頂点集合 V C
［例: String ∈ V C, double[] ∈ V C］
• インタフェース頂点集合 V I
［例: Serializable ∈ V C］
• プリミティブ頂点集合 V P
［例: int ∈ V P］
• 列挙頂点集合 V R
［例: {ﬂoat, ﬂoat} ∈ V R］
String Serializable int {float, float}
クラス頂点 インタフェース頂点 プリミティブ頂点 列挙頂点
double[]
図 8: 表記法
2. E = EE ∪ EC ∪ ER
• 継承辺の集合 EE
［例: εDouble→Number ∈ EE］
• 初期化辺の集合 EC
［例: εdouble→Double ∈ EC］
• 列挙辺の集合 ER
［例: ε{double,double}→Double ∈ ER］
Double
Number Double
double {double, double}
継承辺 初期化辺 列挙辺
double[]
図 9: 表記法
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3. EE ⊆ (V C ∪ V I)× V C ∪ V I × V I ∪ V P × V P
• クラスがクラス・インタフェースを継承している
［例: (Double, Number) ∈ EE］
• インタフェースがインタフェースを継承している
［例: (ActionListener, EventListener) ∈ EE］
• プリミティブ型が別のプリミティブ型の取りうる値について部分集合である
［例: (ﬂoat, double) ∈ EE］
4. EC ⊆ (V C ∪ V I ∪ V P )× V C
• あるタイプの値を、そのタイプを引数として持つコンストラクタを持ったタイプの値
に変換可能
［例: (double, Double) ∈ EC］
5. ER ⊆ V R× (V C ∪ V R)
• 同一タイプの列挙型が同タイプの配列型に変換可能
［例: ({double, double}, double[]) ∈ ER］
• 同一タイプの列挙型が同タイプのスーパータイプの要素数が同じ列挙型に変換可能
［例: ({ﬂoat, ﬂoat}, {double, double}) ∈ ER］
3.3 到達可能
到達可能とは、タイプ関連グラフ上で頂点 uから頂点 vへ到達できることと定義する。到達
可能には、サブタイプ到達可能と緩和到達可能がある。
1. サブタイプ到達可能
任意の頂点 uから頂点 vへ 1つ以上の継承辺を経由して到達できるか、または u = vの
時、 uから vへサブタイプ到達可能であると呼び u
∗− vと記述する。
2. 緩和到達可能
任意の頂点 uから頂点 vへ 1つ以上の継承辺・初期化辺・列挙辺を経由して到達できるか、
または、 u = vの時、 uから vへ緩和到達可能であると呼び u
∗
 vと記述する．
到達可能の例として、図 10に示すタイプ関連グラフについて考えると、各頂点と辺は次のよ
うに表記できる。
• V C  (Object, Number, Float, Double, ﬂoat[], double[])
13
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• V P  (ﬂoat, double)
• V R  ({ﬂoat, ﬂoat}, {double, double})
• EE  ( εNumber→Object, εFloat→Number, εDouble→Number, εfloat[]→Object, εdouble[]→Object, εfloat→double)
• EC  ( εfloat→Float, εdouble→Double)
• ER  ( ε{float,float}→float[], ε{double,double}→double[], ε{float,float}→{double,double})
以上より、例えば次のことが言える。
• ﬂoatから double継承到達可能
ﬂoat
∗− double,
• Floatから Number, Objectへ継承到達可能
Float
∗− Number, Float ∗− Object
• ﬂoatから double, Float, Double, Number, Objectへ緩和到達可能
ﬂoat
∗
 double, ﬂoat
∗
 Float, ﬂoat
∗
 Double, ﬂoat
∗
 Number, ﬂoat
∗
 Object
• {ﬂoat, ﬂoat}から {double, double}, double[], ﬂoat[], Objectへ緩和到達可能
{ﬂoat, ﬂoat} ∗ {double, double}, {ﬂoat, ﬂoat} ∗ double[], {ﬂoat, ﬂoat} ∗ ﬂoat[],
{ﬂoat, ﬂoat} ∗ Object
Float
Number
Double
Object
doublefloat
{double, double}{float, float}
Float[] Double[]
図 10: タイプ関連グラフの例
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4 柔軟なコンポーネント間接続
4.1 提案するコンポーネント間接続方式の概要
本研究での柔軟なコンポーネント間接続とは、提供側コンポーネントのサービスクラスによ
る型付けの制約を受けずに、コンポーネント間接続可能であることである。
従来の動的なコンポーネントサービス上においてアプリケーションがサービスを変更すると
きに起こる問題点については既に述べた。ここでこの問題を解決するために本研究では、コン
ポーネント間の接続にあたり接続要求側と接続提供側に実装と異なっていて構わない接続タイプ
を導入し，タイプ関連グラフ上の到達可能性の判定によって柔軟な接続を実現するコンポーネン
トモデルを提案する．
BeanContext上で動的にあるいは静的にサービスを変更することができなかったのは、開発
者が異なるなどの理由で、古いサービスと新しいサービスで型が異なっていたためである。サー
ビスを利用するのに問題ない軽微な違いであっても、従来の型チェックではサービスを利用する
ことができなかった。本研究で提案するコンポーネントモデルは、コンポーネント自身のオブジェ
クト指向クラスとしての型付けを放棄し, コンポーネントが提供・要求するメソッドのタイプの
集合によってコンポーネントを型付け、その型により接続をする．これにより、従来は軽微な型
の違いによって接続できなかったものが接続できる可能性がある。
従来のサブタイプ関係は言語の仕様として“安全に利用できる”ことを保証するものであっ
た。本手法ではこの“安全に利用できる”という概念をアプリケーション開発者によって独自に
拡張することを許す。この拡張はアプリケーション開発者の責任によって行われるものである。
4.2 接続タイプ
4.2.1 定義
接続タイプとは、接続要求側が呼び出したいメソッドタイプの集合、または、接続提供側が
公開するメソッドタイプの集合である。メソッドタイプを以下に定義する。
• メソッドタイプ
メソッドタイプとは、メソッドの持つ引数の型の集合・戻り値の型・例外の型をまとめて
一つの型とみなしたものである。メソッドタイプは次のように表現する。
s → t e− u
これは引数の型が s, 戻り値の型が t, 例外の型が uである関数のタイプを意味する。
例えば、引数の型が doubleと int、戻り値の型が ﬂoat[],例外の型が NullPointerException
であれば、次のように表記する。
{double, int} → ﬂoat[] e− NullPointerException
15
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4.2.2 メソッドタイプ間の関係
標準的なプログラミング言語におけるサブタイプ関係は、「ある式のタイプが sであること
が想定されている文脈において、常にタイプが sである式が安全に利用できる場合に、 sは tの
サブタイプである」と定義される。ここで安全に利用できるとはタイプの不整合を起こさないこ
とを意味する。これは、代入可能であると言い換えることができる。
ここで，引数の順番は交換可能であるとする．例えば，接続要求側コンポーネントのあるメ
ソッド m の引数が (int, Object, int) を要求しており，接続提供側コンポーネントのあるメソッ
ド m’ の引数が (int[], Object) であるとき，m の引数の順番を入れ替えると (int, int, Object)
⇒ ( (int, int), Object ) となり，m’ を実行可能となる．
メソッドタイプm : a → b e− cとm′ : a′ → b′ e− c′について，メソッドタイプ間のサブタイ
プ関係≤tと緩和関係≤ tを以下に定義する。
1. サブタイプ関係
メソッドタイプのサブタイプ関係は標準的なプログラミング言語におけるサブタイプ関係
と同様に、型の制約による安全な型変換ができる関係である。サブタイプ関係は、メソッ
ドの引数の型・戻り値・例外の型によって決まる。このとき引数のサブタイプ関係は反変
となる。反変とは、メソッドがサブタイプであるためには引数はスーパータイプでなけれ
ばならない、ということである。一方、戻り値と例外については共変となる、共変とは、
メソッドがサブタイプであるためには戻り値はサブタイプでなければならない、というこ
とである。これは、以下の式で表せる。
m′ ≤t m ≡ a
∗− a′ ∧ b′ ∗− b ∧ c′ ∗− c (1)
2. 緩和関係
メソッドタイプの緩和関係は、型変換の際安全性は保障されないものの、変換できる可能
性がある関係である。緩和関係もサブタイプ関係と同様、引数のは反変となり、戻り値と
例外については共変となる。これは、以下の式で表せる。
m′ ≤ t m ≡ a ∗ a′ ∧ b′ ∗ b ∧ c′ ∗ c (2)
このとき、m′ ≤t m ⇒ m′ ≤ t mが成立する。
引数には複数の値がとれ、例外には複数の型を指定できるが、その場合の扱いをそれぞれ以
下ようにする。
• 引数
引数の値が複数ある場合、まず、 aと a′の値の数が同じであったとき、次のように a, a′
それぞれの値について型を調べる。
16
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a = {a1, ..., ak, ..., an}, a′ = {a′1, ..., a′k, ..., a′n}とする。 1 ≤ k ≤ nを満たすすべての kに
ついて、それぞれ ak
∗− a′k を満たす場合、 a
∗− a′を満たすものとし、それぞれ ak ∗ a′k
を満たす場合、 a
∗
 a′を満たすものとする。
以上を満たさなかった場合、次に、 aのそれぞれの型を合わせて列挙型とみなして考える。
aのそれぞれの型が同一で c′がその型の配列であった場合、列挙辺により a ∗ a′を満たす
ものとする。
例） 引数型 1を {ﬂoat, double}, 引数型 2を {int, int}, 引数型 3を double[]とする。引数
型 1と引数型 2の関係は、 int
∗− ﬂoat, int ∗− doubleより (引数型2) ∗− (引数型1)
となる。引数型 2と引数型 3の関係は、それぞれの型に含まれる値の数が違うため、
{int, int}を列挙型として考える。すると、 int ∗− doubleより、 {int, int} ∗− {double,
double}となり、引数型 3は double型の配列であるため、 (引数型 2) ∗ (引数型 3)
となる。
• 例外
例外の場合は引数の場合とは異なり、複数の型のうちどれかの型が一致していればよく、
次のように考える。
c = {c1, ..., ci, ..., cn}, c′ = {c′1, ..., c′j, ..., c′m}とする。 iを 1 ≤ i ≤ nを満たす整数とした
とき、 1 ≤ j ≤ mを満たすすべての j についてそれぞれ c′j
∗− ciを満たす iが存在する場
合、 c′
∗− cを満たすものとし、それぞれ c′j ∗ ciを満たす iが存在する場合、 c′ ∗ cを満
たすものとする。
m′の例外宣言がない、つまり c′がないときは、 cがない場合や cがどんな型であった場合
でも c′
∗− cを満たすものとする。
例） 例えば、次のようなメソッドがある（methodX は例外を投げない）。
void methodX();
void methodY() throws NullPointerException,
ArrayIndexOutOfBoundsException;
ここで、
try {
methodX();
methodY();
} catch(Exception ex){
ex.printStackTrace();
}
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という呼び出しがあり、呼び出し側は Exception型の例外を捕捉できるとする。この
場合、提供側のmethodX は例外を投げないため、呼び出し元で例外が捕捉できるか
できないかに関わらず問題なく呼び出せる。提供側のmethodY は NullPointerExcep-
tion型と ArrayIndexOutOfBoundsException型の例外を投げるが、 NullPointerEx-
ception
∗− Exception ArrayIndexOutOfBoundsException ∗− Exceptionが成立する
ため問題なく呼び出せる。
以上より、このような例外の扱いが実際のプログラミング言語の実装の観点から見て、
妥当性があると言える。
4.2.3 例
メソッドタイプが次に定義されるメソッドがある。
methodA: {ﬂoat, ﬂoat} → Double e− IndexOutOfBoundsException
methodB: {double, double} → Float e− ArrayIndexOutOfBoundsException
methodC: ﬂoat[] → double
このとき ﬂoat
∗− double、 Float ∗− Double、 ArrayIndexOutOfBoundsException ∗− In-
dexOutOfBoundsException、よりmethodB ≤t methodAとなり、methodAとmethodB はサ
ブタイプ関係を満たす。しかし、methodAとmethodC はサブタイプ関係を満たさないが、 {ﬂoat,
ﬂoat} ∗ ﬂoat[]、 double ∗ DoubleよりmethodC ≤ t methodAとなり、緩和関係を満たす。
なお、引数は反変であり戻り値と例外については共変であるため、戻り値や例外の型に対し
て引数の型は順序が逆になっていることに注意が必要である。
4.3 接続許可設定とコンテキストの階層化
コンテキストは要求側・提供側コンポーネントの情報だけではなく，接続許可設定の情報も
保持する．接続許可設定は，コンテキスト中におけるコンポーネント間接続の厳しさを表す．接
続許可設定には Esub(context), Erel(context)の 2種があり，それぞれコンテキストのインスタン
ス contextにおいて，サブタイプ関係・緩和関係を満たす場合に接続を許可することを表す真理
値である．それぞれの値を真または偽に変更することでコンテキスト単位での接続許可設定を表
現する．そして，接続許可設定は自身のコンテキストが包含する内側のコンテキストについても
有効となる．従って，コンテキストが包含関係にある場合，自身より外側のコンテキストの接続
許可設定よりも緩い接続許可設定を行うことはできない．また，外側のコンテキストの接続許可
設定をより厳しい設定に変更する際には，階層化された接続許可設定に矛盾を生じさせないため
に内側のコンテキストも接続許可設定を変更する必要がある．
接続許可設定の変更方法は，以上の制限を満たすように次のようになる（図 11）．
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1. 変更しようとしている接続許可設定よりも外側のコンテキストの接続許可設定が厳しい場
合には設定の変更が拒否される．その際，接続許可設定が拒否されたことを示す例外が投
げられる．
2. 変更が受け付けられた場合は，内側のコンテキストの接続許可設定が変更した接続許可設
定よりも緩やかな場合は内側のコンテキストにその変更を通知する．
contextA
緩和関係を許可
contextB
緩和関係を許可
contextC
緩和関係を許可
接続許可設定を
“サブタイプ関係を許可”
に変更したい
contextBの
上位コンテキスト
contextBの
下位コンテキスト
サブタイプ関係を許可
contextA
緩和関係を許可
contextB
contextC
緩和関係を許可
OK
変更を
通知
サブタイプ関係を許可
contextA
緩和関係を許可
contextB
contextC
変更可能か
問い合わせ
サブタイプ関係を許可
図 11: 階層化されたコンテキストにおける接続許可設定の変更
接続許可設定を変更可能とすることで，柔軟にコンポーネントを用いることが可能となる．
例えば，要求側コンポーネント Graphが提供側コンポーネント 2DVectorを利用しており，これ
らはサブタイプ関係で接続可能であるため，接続許可設定が “サブタイプ関係を許可”に設定さ
れていたとする．ここで，実行効率などの問題により利用する提供側コンポーネントを Vector-
Calcに変更したいが， 2DVectorと VectorCalcのサービスとしての型は軽微に異なっている．
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このような状況において，従来の手法では接続できないが，本手法では接続許可設定を “緩和関
係を許可”に変更することで， Graphから VectorCalcが接続可能となり，柔軟なコンポーネン
ト間接続を実現する．
4.4 接続可能
要求側コンポーネントの接続要求タイプ creq = {m1, ...,mi}と提供側コンポーネントの接続
提供タイプ cpro = {m′1, ...,m′i, ...,m′n}があるとき、サブタイプ接続可能matchsub(creq, cpro)と
緩和接続可能matchrel(creq, cpro)を以下に定義する。なお、 Esub,Erel は接続許可設定であり、そ
れぞれサブタイプ関係・緩和関係を満たす場合に接続を許可することを表す真理値である。
1. サブタイプ接続可能
サブタイプ接続可能とは、すべての接続要求タイプに関してサブタイプ関係を満たすメソッ
ドが接続提供タイプに存在することである。このとき、型による接続の安全性が保証され
る。これは、以下の式で表せる。
matchsub(creq, cpro)≡m′1 ≤t m1 ∧ ... ∧m′i ≤t mi ∧ Esub (3)
2. 緩和接続可能
緩和接続可能とはとは、すべての接続要求タイプに関してサブタイプ関係を満たすメソッ
ドが接続提供タイプに存在することである。このとき、型による接続の安全性は保証され
ない。これは、以下の式で表せる。
matchrel(creq, cpro) ≡ m′1 ≤ t m1 ∧ ... ∧m′i ≤ t mi ∧ Erel (4)
ここで，matchsubが成り立たずmatchrel が成り立つ場合は、提供側の開発者は提供側コン
ポーネントが要求側コンポーネントと適切に連携動作することを保証しないが、アプリケーショ
ン開発者がその責任において両コンポーネント間の接続を行えることになる。
4.5 本手法による接続
登録された提供側コンポーネントの中から接続可能な提供側コンポーネントを探し，見つかっ
た場合は必要に応じ，メソッドの引数・戻り値・例外の値をコンポーネント間接続が可能な型に
自動的に変換することにより柔軟な接続を実現する．値の変換の際，システム利用者は値の変換
作業を意識する必要がない．
接続可能の判定後，接続可能である場合は，メソッド呼び出し時に要求側が入力する値を提
供側が公開するメソッドの引数の型の値に自動変換してメソッドを呼び出す．次に，呼び出し後
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の戻り値の値を要求側が想定する戻り値の型の値に変換する．提供側から例外が返された場合，
その値を提供側が想定する例外の型の値に変換する．
本システムは， Services Protocolと同様にあるコンテキストの中に他のコンテキストがネス
トされているといった階層構造を扱うことが可能である．
本システムを利用した場合の接続する提供側コンポーネントの決定，および，接続時の値の
変換手順は次のようになる．
1. 本システム用のコンテキスト contextを生成する．
2. 要求側コンポーネントのインスタンスを生成し， contextに登録する．
3. 提供側コンポーネントを contextに登録する．
4. 接続許可設定を contextに対して行う．
5. 出現する全タイプを用いてタイプ関連グラフを構築する．
6. 要求側コンポーネントが自身の属するコンテキストを取得する．
7. コンテキスト中に存在する，接続可能な提供側コンポーネントを全て検索する．
8. 上記の検索により，利用可能な提供側コンポーネントが一つだけ発見された場合はそのコ
ンポーネントが接続先コンポーネントとなり，複数発見された場合は次の手順で接続先コ
ンポーネントを決定する．
(a) 接続タイプ間の関係がサブタイプ関係となるものを優先し，サブタイプ関係となるコ
ンポーネントがない場合は緩和関係となるコンポーネントと接続する．
(b) 接続タイプ間の関係が等しいコンポーネントが複数あった場合は，タイプ関連グラフ
上でメソッドごとに経路長を求め，その和が最短のものと接続する．
9. メソッド呼び出し時には，実行したいメソッドが要求するメソッドタイプをm，接続提供
側が提供するメソッドタイプ集合を {m′1, ...,m′i, ...,m′n}とすると，接続許可設定が Esub(context)
の場合はm
∗− m′i，接続許可設定が Erel(context)の場合はm ∗ m′iを満たすm′iのメ
ソッドに対し，以下の処理を行い実行する．
(a) 接続許可設定が Esub(context)の場合は，引数の値を変換せずにメソッドに代入する．
(b) 接続許可設定が Erel(context)の場合は，
i. 初期化辺や列挙辺を通る回数が最短の経路 p = {e1,…, ei,…, en} をタイプ関連グ
ラフ上で得る． eiは継承辺，初期化辺，または，列挙辺である．
ii. e1 から en までの ei について以下の処理を行う．
21
2004年度 修士論文
A. ei が継承辺の場合は，値を変換せずにメソッドに代入する．
B. ei が初期化辺の場合は，タイプ ta を引数にとるタイプ tb のコンストラクタ
に現在の値を代入し， tb のインスタンスを生成する．
C. ei ， tb が共に列挙型の場合は， ta の各要素それぞれを tb に代入する．
D. eiが列挙型かつ tb が配列型の場合は，列挙型としての値を配列に変換する．
iii. メソッドを実行した結果，戻り値が返された場合は，戻り値の値を (ii)と同様に
して値を変換した結果を要求側のメソッドに対して返す
iv. メソッドの実行中に例外が返された場合は，例外の値を (ii)と同様にして値を変
換した結果を要求側のメソッドに対して返す
4.6 例
例として、ベクトル演算を行うコンポーネント 2DVector, VectorCalcと、グラフ描画を行う
コンポーネント Graphを組み合せてアプリケーションを開発する状況を考える。 Graphの開発
者は、 Services Protocolにおける Graphの接続先として 2DVectorも実装したものとする。 Vec-
torCalcは異なる開発者によって実装されているものとする。
Graphは，実行時に自身が属する環境にベクトル演算を行うコンポーネントが存在する場合
は、そのコンポーネントが提供するベクトル出力メソッドと内積演算メソッドを自動的に利用す
る。 Graphの接続要求タイプGraphreq は次のようであるとする。
Graphreq ≡ {calculate : {ﬂoat,ﬂoat} → double
e− Exception, print : ﬂoat→ void} (5)
2DVector， VectorCalcは、次のようにそれぞれベクトルをコンソールに出力するメソッド
printVec, printOutと、ベクトルの内積の計算結果を返すメソッド calcVecSize, vecSizeを外部
に提供する。
public class 2DVector extends Component {
public float calcVecSize(double a, double b)
throws IllegalArgumentException {…}
public void printVec(float b) {…}
}
public class VectorCalc extends Component {
public float vecSize(float[] a) throws NullPointerException {…}
public void printOut(Double b) {…}
}
両コンポーネントの接続提供タイプを 2DV ectorpro, V ectorCalcproとする。 V ectorCalcpro
は以下のようになる。
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2DV ectorpro ≡ {
calcV ecSize : {double, double} → ﬂoat e− IllegalArgumentException,
printV ec : ﬂoat→ void}
V ectorCalcpro ≡ {
vecSize : ﬂoat[]→ ﬂoat e− NullPointerException,
printOut : Double→ void}
Graphと VectorCalcを同一の環境に登録する状況を考える。要求側のGraphreq に対して、
提供側の 2DV ectorproはメソッドを {calculate− calcV ecSize, print−printV ec}という対応関
係としたとき、それぞれのメソッドに関して引数の型・戻り値の型・例外の型のすべてがサブタ
イプ到達可能であるためサブタイプ関係を満たす。ところが、 V ectorCalcproはメソッドの対応
を {calculate− vecSize, print− printOut}, {calculate− printOut, print− vecSize}とみなし
たいずれの場合でもサブタイプ関係を満たさない。しかし、 V ectorCalcproはメソッドの対応を
{calculate − vecSize, print − printOut}としたとき、Graphreq に対して緩和関係を満たす。
例えば、ベクトル出力メソッドの引数について、 Doubleクラスが doubleを引数に取るコンス
トラクタを持ち、 ﬂoat
∗− doubleであることから、 ﬂoat ∗ Doubleが成り立つ。
従って，アプリケーション開発者が接続許可設定として緩和関係を許すとき（Erel(context) ≡
true），Graphと VectorCalc間の接続が実現する:
matchrel(Graphreq, V ectorCalcpro)
≡ ﬂoat[]→ ﬂoat≤ t {ﬂoat,ﬂoat} → double ∧Double→ void≤ t ﬂoat→ void ∧ Erel
≡ true.
プリミティブ型の ﬂoat型からオブジェクト型の Double型へ値を変換する場合，以下のよう
になる．
最短の経路 pはタイプ関連グラフ上で p = {(ﬂoat, double), (double,Double)}と得られる．
これは ﬂoat， double， Doubleの順に到達可能であることを表している．
1. ﬂoatの値をそのまま doubleの値とみなす
2. その値を Doubleのコンストラクタ Double(double)に doubleとしての値を代入して Dou-
ble のインスタンスを生成する
4.7 利点
従来手法の問題点は 2.4.3で示したが、本コンポーネントモデルはこれらの問題点を解決する。
従来は要求側コンポーネントのソースコードを修正する必要があったが、本コンポーネント
モデルを用いたアプリケーションではこの修正は不要となる。本コンポーネントモデルですべき
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ことは、アプリケーションの要求側コンポーネントを指定している部分のソースコードを書き換
え、接続許可設定を適切に設定することである（図 12）。要求側コンポーネントのソースコード
の修正を不要とすることにより、コンポーネントの利用コストを下げることができ、また、要求
側コンポーネントのソースコードが提供されておらずソースコードの修正が不可能である場合で
も、新しいコンポーネントを利用することが可能となる。
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Graph
-service
2DVector
+calcVecSize(double, double):float
+printVec(float)
2DVector
+calcVecSize(double, double):float
+printVec(float)
VectorCalc
+vecSize(float[]):float
+printOut(Double)
Graph
-service
ExtendedBeanContextServices context;
float a, b, c;
Object target = context.getService(…);
Object[] arg1 = {new Float(a), new Float(b)};
Object[] arg2 = {new Float(a)};
Object[] arg3 = {new Float(b)};
//以下、Graphが利用したいコンポーネントの実行
c = context.invoke(target, arg1, Float.TYPE, null);
context.invoke(target, arg2, null, null);
context.invoke(target, arg2, null, null);
利用するコンポーネントを
“2DVector”から“VectorCalc”に変える
あらかじめ
本コンポーネントモデルを
利用するコードを書く
ExtendedBeanContextServices context;
float a, b, c;
Object target = context.getService(…);
Object[] arg1 = {new Float(a), new Float(b)};
Object[] arg2 = {new Float(a)};
Object[] arg3 = {new Float(b)};
//以下、Graphが利用したいコンポーネントの実行
c = context.invoke(target, arg1, Float.TYPE, null);
context.invoke(target, arg2, null, null);
context.invoke(target, arg2, null, null);
ソースコードを
全く修正せずに
新しいコンポーネントが
利用できる
接続許可設定
サブタイプ接続のみ許可
接続許可設定
緩和接続を許可
環境から削除
VectorCalcは緩和接続でないと
接続できないので、
接続許可設定を書き換える
利用可能
利用可能
図 12: 本コンポーネントモデルによるコンポーネントの容易な変更
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5 実装と評価
提案するコンポーネントモデルを実装し、それを用いて評価を行った。
5.1 実装
柔軟な接続を実現するコンポーネントモデルの実装例として、 Services Protocolを拡張した
ものを作成した。以下にその仕組みと実装を解説する。
5.1.1 概要
本コンポーネントモデルは型が軽微に異なるコンポーネント間を直接接続するものであるが、
型が従来の手法では直接接続できない型であった場合は、システム利用者からは見えない部分で
動的にアダプタ的な値の変換処理を行うことにより実現している。
まず提供側コンポーネントを “環境”に登録し、登録された提供側コンポーネントの中で要求
側コンポーネントから接続可能なものが存在するか判定する。接続可能なものが存在し、接続タ
イプ間の関係が接続許可設定を満たしていれば接続する。この判定により利用可能な提供側コン
ポーネントが複数あった場合、最もタイプが“近い”提供側コンポーネントを利用する。メソッ
ドの実行は、動的なアダプタの生成などを行う ExtendedBeanContextServicesSupportクラスの
invokeメソッドを呼び出すことにより行われる。
なお、 Services Protocolを用いて作成されたアプリケーションを本コンポーネントモデルの
サービス利用に適応させるためには、要求側コンポーネント、及び、要求側コンポーネントを利
用するコードである BeanContextServicesを使ってサービスを利用する部分を適切に書き換える
必要がある。
また、本コンポーネントモデルによるコンポーネント利用を容易にするための補助ツールと
して、指定した要求側コンポーネントと提供側コンポーネントが接続可能であるか判定を行うア
プリケーションの実装も行っている。
5.1.2 静的側面
図 13に実装例のクラス図を示し、それぞれのクラス・インタフェースの役割について解説す
る。
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Node
#className:String
+getInEdge(int):Edge
+addInEdge(Edge)
+getOutEdge(int):Edge
+addOutEdge(Edge)
+getClassObj():Class
+getName():String
+setName(String)
+registClass
(Object, NodeManager)
ClassNode
+registClass
(Object, NodeManager)
PrimitiveNode
+registClass
(Object, NodeManager)
InterfaceNode
+registClass
(Object, NodeManager)
ConstructorEdge
+ConstructorEdge()
+ConstructorEdge(Node)
+ConstructorEdge(Node, Node)
+getType():int
Edge
+TYPE_IDENTICAL:int
+TYPE_CONSTRUCTOR:int
+TYPE_INHERITANCE:int
+Edge()
+Edge(Node, Node)
+getBaseNode():Node
+setBaseNode(Node)
+getSuperNode():Node
+setSuperNode(Node)
+getType():int
InheritanceEdge
+InheritanceEdge()
+InheritanceEdge(Node)
+InheritanceEdge(Node, Node)
+getType():int
<<utility>>
TypeUtil
+convert(Object, String):Object
+convert(Object[], String):Object
+reachableStrictly(Class, Class):boolean
+reachableStrictly(Class[], Class[]):boolean
+reachableRelaxedly(Class, Class):boolean
+reachableRelaxedly(Class[], Class[]):boolean
+initNodes()
NodeManager
+getNode(int):Node
+size():int
+search(String):Node
+add(Node)
+getRoute(Node, Node):Object[]
+getRoute(String, String):Object[]
<<java.util>>
ArrayList
<<interface>>
java.io::Serializable
<<interface>>
ExtendedBeanContextServices
+invoke(Object, Object[], Class, Class[]):Object
+addService(Class, Class, BeanContextServiceProvider):boolean
<<interface>>
java.beans.beancontext::BeanContextServices
Application
ServiceComponent
uses
uses
ExtendedBeanContextServicesSupport
java.beans.beancontext::
BeanContextServicesSupport
+addService(Class, BeanContextServiceProvider):boolean
+getService(BeanContextChild, Object, Class, Object, BeanContextServiceRevokedListener):Object
+hasService(Class):boolean
+releaseService(BeanContextChild, Object, Object)
図 13: 実装例のクラス図
• Nodeクラス
タイプ関連グラフでタイプ頂点を表すクラスである。このクラスは Edgeクラスのインス
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タンスへの参照を保持している。
• ClassNodeクラス
タイプ関連グラフでクラス頂点を表すクラスである。 Nodeクラスを継承している。
• PrimitiveNodeクラス
タイプ関連グラフでプリミティブ頂点を表すクラスである。 Nodeクラスを継承している。
• InterfaceNodeクラス
タイプ関連グラフでインタフェース頂点を表すクラスである。 Nodeクラスを継承してい
る。
• Edgeクラス
タイプ関連グラフでタイプ頂点とタイプ頂点の関連を表すクラスである。つまり、継承辺・
初期化辺などの“辺”を意味している。
• InheritanceEdgeクラス
タイプ関連グラフで継承辺を表すクラスである。 Edgeクラスを継承している。
• ConstructorEdgeクラス
タイプ関連グラフで初期化辺を表すクラスである。 Edgeクラスを継承している。
• TypeUtilクラス
タイプ関連グラフに関してさまざまな操作を提供するユーティリティクラスである。
次のようなメソッドがある。
◦ initNodes
タイプ関連グラフを生成・初期化する。
◦ reachableStrictly
サブタイプ到達可能か判定する。
◦ reachableRelaxedly
緩和到達可能か判定する。
◦ convert
到達可能であった場合、ある型のインスタンスを指定した型に変換する。
• NodeManagerクラス
タイプ関連グラフでタイプ頂点（Nodeクラス）を管理するクラスである。
次のようなメソッドがある。
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◦ getNode
指定したノードを得る。
◦ size
管理されている Nodeインスタンスの数を得る。
◦ search
管理されている Nodeインスタンスから指定した文字列により検索する。
◦ add
Nodeインスタンスを NodeManagerの管理リストに追加する。
◦ getRoute
指定されたある型から型へ変換する際にどのような経路、つまり Nodeインスタンス
と Edgeインスタンスのつながりを得る。
• ExtendedBeanContextServicesインタフェース
柔軟な接続でのメソッドの実行をするために用いるインタフェースである。継承した Bean-
ContextServicesインタフェースのメソッドの他、次のメソッドが規定されている。
◦ invoke
サービスメソッドの実際の呼び出しをし、メソッドを実行する手順を示す。
• ExtendedBeanContextServicesSupportクラス
ExtendedBeanContextServicesインタフェースを実装するヘルパークラスである。
• Application
サービスを利用するアプリケーション。 BeanContextServicesを利用していなければなら
ない。動的にサービスの変更を可能にし静的にも修正コストがかからないようにする対象
は、このアプリケーションである。
• ServiceComponent
サービスを提供するコンポーネント。
Services Protocolを用いて作成されたアプリケーションを本コンポーネントモデルのサービ
ス利用に適応させるためには、 BeanContextServicesを使ってサービスを利用する部分を適切に
書き換える必要がある。例えば BeanContextServicesに対して次のようにサービスを利用するア
プリケーションがあるとする。
BeanContextServices context;
File document;
・・・
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WordCount service = (WordCount)context.getService(
this, this, WordUpperCount.class, null, this );
service.countWords(document); //サービス実行
このサービス利用部分は例えば次のように書き換えられる。
ExtendedBeanContextServices context;
Object target = context.getService();
・・・
Object[] arguments = { document };
Class returnType = Void.TYPE;
Class[] exceptionTypes = null;
context.invoke(
target, arguments, returnType, exceptionTypes); //サービス実行
5.1.3 動的側面
次の順序で柔軟な接続が行われる。
1. Java標準ライブラリなど既に存在するクラスに関してあらかじめタイプ関連グラフの作成。
すでに作成された結果のオブジェクトがシリアライズされファイルに保存されている場合
は、そのオブジェクトから復元し、そうでない場合は新規にタイプ関連グラフを作成し、
その結果をシリアライズしてファイルに保存する。
2. 接続要求側と接続提供側のメソッドの引数の型・戻り値の型・例外の型を調べサービスが
利用可能か判定。
3. サービスが利用可能であれば接続。
サービスが利用可能とは、要求側コンポーネントと提供側コンポーネントの関係が、サブタ
イプ接続可能または緩和接続可能ということである。 1.でシリアライズして保存しているのは、
タイプ関連グラフの生成にかかる時間を削減し、システムの起動時間を短くするためである。
メソッドの実行時には、 ExtendedBeanContextServicesSupportクラスの invokeメソッドを
呼び出すが、その際次の処理が行われる。
i 接続提供側と接続要求側のメソッドタイプの型がサブタイプ関係、または、緩和関係となっ
ているメソッドを探す。
ii 接続要求側のメソッドの型をそれぞれ接続提供側のメソッドの型に変換して実行。
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iii メソッドの実行中に例外が投げられた場合は、その例外の型を接続要求側の例外型に変換
して返す。
iv 戻り値を接続要求側の戻り値の型に変換して返す。
利用可能なサービスが複数あった場合、最もタイプが“近い”サービスを利用する。つまり、
サブタイプ接続可能なサービスと緩和接続可能なサービスがある場合は前者のサービスを利用し、
緩和接続可能なサービスを利用する場合でも、継承辺や列挙辺を経由する回数の最も少ないもの
の中から、継承辺を含めた総経路長の最も短いものを選ぶ。
例） 4.6の例で接続許可設定として緩和関係を許すとき、 Graphは 2DVectorと VectorCalcの
両方とも接続可能となるが、図 14のようにサブタイプ接続可能である 2DVectorと接続さ
れる。
2DVector
calcVecSize: {double, double} → float－IllegalArgumentException
printVec: float → void
VectorCalc
vecSize: float[] → float－NullPointerException
printOut: Double → void
接続要求タイプ接続提供タイプ
Graph
calculate: {float, float} → double－Exception
print: float → void
接続許可設定は緩和接続可能を許可
Graphとはサブタイプ接続可能
Graphとは緩和接続可能
接続
○
接続可能なものが複数あるが、
サブタイプ接続可能である
2DVectorと接続
図 14: 複数のサービスが利用可能な場合
5.2 評価
実装したプログラムを用いてタイプ関連グラフの構築にかかる時間、及び、本コンポーネン
トモデルによる接続や従来の接続での実行時間を計測した。なお環境は、 Javaライブラリに関
しては Java 2 Platform, Standard Edition, v 1.4.2 06であり CPUに関しては Intel Pentium 4
540である。
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5.2.1 タイプ関連グラフの構築
システムの起動時間を短縮するためタイプ関連グラフの構築結果を保存しておくが、システ
ムの初回起動時、及び、使用する Java標準のライブラリのバージョン変更など実行環境の変更
がある際にはタイプ関連グラフの構築が必要となる。タイプ関連グラフの構築にかかる時間を 10
回計測し、その結果を表 1に示す。ここで構築するグラフは Java標準ライブラリのクラスすべ
てについてである。
表 1: タイプ関連グラフの構築にかかる時間
回数 時間（秒） 回数 時間（秒）
1回目 19.641 6回目 19.610
2回目 19.656 7回目 19.703
3回目 19.625 8回目 19.610
4回目 19.656 9回目 19.641
5回目 19.609 10回目 19.610
平均時間（秒） 19.636
平均時間は 19.636秒であった。
タイプ関連グラフの構築はシステムの初回起動時や実行環境の変更がある場合に限られるた
め、タイプ関連グラフの構築にかかる時間は実用上は問題とならないと考えている。
5.2.2 接続における実行時間
本コンポーネントモデルによる接続と従来の接続を比較するため、 BeanContextのチュート
リアルであるワードカウントサービス [7]を用いて実行時間を測定し、その結果を図 15，図 16に
示す。従来の接続とは Services Protocolを用いた接続である。
サービス内部の実行時間による接続全体の差を測定するために数える単語数を 10ワードの場
合と 100000ワードの場合で計測した。なお、 10ワードの場合は 500回， 1000回， 1500回， 2000
回接続した時の実行時間をそれぞれ測定し、 100000ワードの場合は 50回， 100回， 150回， 200
回接続した時の実行時間をそれぞれ測定した。
10ワードの場合は 1回の呼び出しでのサービス内部の処理が非常に短いため、接続の際に処
理を多く必要とする本手法では従来手法に比べ 5倍程度の実行時間がかかっている。 100000ワー
ドの場合はサービス内部での処理時間が 10ワードに比べ長くなるため、相対的に接続に要する
時間が短くなり従来手法との差が 50%程度と小さくなっている。実験結果から、処理に時間の
かからないメソッドを多く呼び出す場合ほど、実行速度がを低下することがわかる。処理に時間
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図 15: 実行時間： 10ワード
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図 16: 実行時間： 100000ワード
のかかるメソッドを多く呼び出す場合には、値変換のオーバーヘッドが相対的に小さくなるため
十分に実用になると考えている。また、パフォーマンスが厳しく要求されるアプリケーションに
は、本コンポーネントモデルは適さないことがわかる。
5.2.3 提供側コンポーネント変更時の修正コスト
第三者が開発したコンポーネントを利用する際の， Services Protocolを用いた場合と本手法
を用いた場合でのコンポーネント利用コストの差を比較するため，接続する提供側コンポーネン
トの変更の際に必要となる要求側コンポーネントのソースコードの修正コストを測定した．提供
する機能が FileFinderと同一で， Services Protocolに対応したサービスクラスが異なる提供側
コンポーネント FileSearcherを新たに準備した．まず，従来手法と本手法を用いて FileManager
と FileFinderを接続したアプリケーションをそれぞれ開発した．続いて，開発されたアプリケー
ションについて， FileFinderを FileSearcherに変更する修正を行った．
本手法では修正は不要であるのに対し， Services Protocolではステートメント数で 8 の修正
が必要であった．本手法では修正が不要となるため，静的にサービスを変更する場合では，コン
ポーネント利用コストを大幅に低下し，動的にサービスを変更する場合においても利用が可能で
あるという利点がある．
5.2.4 Services Protocol対応コンポーネントを本システムに対応させる際の修正コスト
Services Protocolに対応したコンポーネントを本システムに対応させる際に必要な修正コス
トを測定した．WordCountを本システムに対応したコンポーネントに変更する際のコストは，
ステートメント数で 6 であった．この修正コストは大きなものではないと考えているが，これら
の修正を自動的に行うツールを作成することが Services Protocolの仕組みから言って可能であ
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表 2: コンポーネントの修正コスト
接続方法 要求側 [ELOC] 提供側 [ELOC]
従来手法 (Services Protocol) 8 0 (修正不要)
本手法 0 (修正不要) 0 (修正不要)
ると考えている。自動修正ツールを用いることにより、既存の Services Protocolに対応したコ
ンポーネントを用いる際、開発者の負担をより軽減することが可能である。
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6 関連研究
6.1 BeanCotext階層構造の視覚的な取り扱い
David H. Lorenzらは、 BeanBoxを拡張し、 BeanContextを用いた JavaBeansを視覚的に
取り扱うことが可能なビルダツールを提供している [3]。他の多くの BeanBoxを拡張した研究は、
ある特化した目的に用いられるように拡張されているが、この研究では一般的な利用を想定した
拡張を施している。このツールは Visualコンテナ（java.awt.Containerを継承したクラス）の階
層構造を視覚化し、ドラッグ＆ドロップにより GUI上で視覚的にコンポーネントの配置位置を
変更することを可能としている。実行時にもコンポーネントを追加することが可能であり、この
ツールを用いるとアプリケーションの開発期間を短縮することができる。また、ドラッグ＆ドロッ
プによりコンポーネントをあるコンテナから別のコンテナへ移動することも可能としている。
BeanBoxでは、コンポーネントの内部で用いられているコンポーネントであるサブコンポーネ
ントの Beanを操作することができないが、サブコンポーネントを用いているコンポーネントと
サブコンポーネントを非グループ化することにより、サブコンポーネントの操作も可能としてい
る。
6.2 ASLによる接続条件検証
Jim Q. Ningによってコンポーネント接続を支援する Architecure Speciﬁcation Language(ASL)
が提案されている [10]。 ASLは IDLのように言語に依存せずにコンポーネントの接続条件を記
述することが可能になっている。コンポーネント利用者はこの ASLと、コンポーネントをヴィ
ジュアルに結線可能な統合ツール Architecure Design Environment(ADE)を利用し、コンポー
ネントを結合することができる。
ツール上でコンポーネントを接続するとき、２つのコンポーネントが接続可能かどうかを、
構造的に型をチェックする点において、この手法は本手法と類似している。 ADEのタイプシス
テムについて特に重要と思われる部分を簡単に解説する。
6.2.1 structural subtying
コンポーネントの接続の成否をチェックするときの工程の１つとして、 structural subtyping
がある。 structural subtypingは従来のオブジェクト指向のサブタイプシステムを拡張しゆるや
かなコンポーネント接続を実現している。
従来のサブタイプシステムではオブジェクトのタイプ－サブタイプ関係は、オブジェクトの
所属するクラスの継承関係のみによって定義された。そのためオブジェクトが持つフィールドや
メソッドについては、型が完全に一致しなくてはならなかった。 ADEの structural subtyping
ではフィールドやメソッドの型が完全に一致していなくとも、フィールドやメソッドがサブタイ
プ関係を満たしていればオブジェクト間にサブタイプ関係を定義することができる。ただし、フィー
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ルド名とメソッド名については完全に一致していなければならない。
この方法はオブジェクトのサブタイプ関係の検証において、オブジェクトが要素として持つ
メソッドのサブタイプ関係まで検証する点において本手法と類似している。しかし structural sub-
typingではオブジェクト以外のサブタイプ関係検証に関しては従来のサブタイプシステムを利用
しているのに対し、本手法ではメソッドや引数に対してもより柔軟なサブタイプ関係を定義して
いる点で異なる。
6.2.2 behavioral subtying
もう１つのコンポーネントの接続の成否をチェックするときの工程として、 behavioral sub-
tyingがある。 structural subtypingのような構造的なチェックだけでは意味的に異なるが同一
の型を持つコンポーネントの接続を許してしまうかもしれない。そこでコンポーネント接続を意
味的に束縛するために behavioral subtyingを行う。
behavioral subtyingは事前条件、事後条件の検証によって実現される。要求側と提供側のコ
ンポーネントの各メソッドの事前条件、事後条件の包括関係により接続の成否が判断される。
behavioral subtyingの問題点は、 structural subtypingと違い決定できる明確な関係がない
ということである。
本手法ではオブジェクトの構造のみに注目しているので behavioral subtyingは検証の対象と
していない。しかし数値型に関しては取り得る数値の幅は型の一部とみなすことが可能であり、
数値型に関してだけは静的な検証が可能になっている。
6.2.3 adapter
以上の２つの関係を満足するインターフェースを持つコンポーネントは、接続することがで
きる。この接続を自動化し支援する機能として adapterがある。 adapterは２つのコンポーネン
トのインターフェースが完全に一致していなかった場合に、メソッド呼び出しを適切に変換する
役割を果たす。また structual subtypingが一部のみ成功し、その他で失敗した場合でも、成功
した部分の adapterのみを生成する。接続失敗したメソッドに関しては後で開発者がコーディン
グすることにより補うことができる。
adapterの役割についても、メソッド呼び出しを適切に変換する意味において本手法と類似
している。
6.3 Kamuiコンポーネントモデル
既存のコンポーネントモデルで採用されているコンポーネント接続方法では、任意のコンポー
ネントの連携が可能になってしまい、意味的な接続の安全性が阻害する場合がある。そのような
問題を解決するために Kamuiコンポーネントモデルが提案されている [4]。
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6.3.1 プロトコル
Kamuiコンポーネントの特徴としてメッセージプロトコルがある。メッセージプロトコルと
は、そのコンポーネントが持つ機能の集合や生成するイベントの通知に使うメッセージの集合で
ある。メッセージプロトコルはシグネチャの集合という意味で Javaのインターフェースと同様
であるが、 Kamuiオブジェクトモデルではメッセージ出力側の要求しようとして用いている点
において異なっている。プロトコルによって開発者は、コンポーネントに必要な機能だけでなく、
利用時の安全性も加味して利用者に提供できる。このことはコンポーネント間の意味的な接続判
定を支援する。
また、コンポーネントの接続条件を検証するにあたり、プロトコル間に反順序関係を定義す
る。プロトコルにコンポーネントの接続条件はプロトコルの順序集合によって決定される。この
プロトコルの包含関係はコンポーネント開発者が決定する。
6.3.2 Kaumi J+
Kamuiコンポーネントを記述するため言語として Kamui J+がある。これは Javaをベース
として Kamuiコンポーネントモデルとプロトコルの接続可能性関係を言語仕様として追加した
ものである。新しい言語を定義している点は、 BeanContextを使用し従来の Java記法に従った
本手法と異なっている。
この研究は意味的な要素を構造的に取り入れた例と言える。本手法でもプロトコルに相当す
る概念として接続情報が存在するが、接続情報は意味的な要素を含んでいない。
6.4 ISLによる接続条件検証
この研究は上述の２手法や本手法と異なり、意味的な接続の不整合を防ぐような機構を提案
している。コンポーネントの接続をする際に、シグネチャが一致を検証するだけでは不十分であ
る。なぜならコンポーネント間で情報を受け渡す際に、異なるベンダ間ではインターフェースや
データの構成順序に違いがある可能性があるからである。
例えば商品管理コンポーネントと商品要求コンポーネントがあったとする。商品要求コンポー
ネントは商品管理コンポーネントに商品リストを要求してソートし表示するが、そのとき、どち
らのコンポーネントでソートさせるかはベンダによって異なるだろう。ベンダ Aでは商品管理コ
ンポーネントでデータをソーティングし、ベンダ Bでは商品要求コンポーネントでデータをソー
ティングするとする。このとき、ベンダ Aの商品要求コンポーネントとベンダ Bの商品管理コ
ンポーネントを利用した場合、商品がソーティングされないので問題になる。
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6.4.1 Interaction Sepciﬁcation Language
このような問題を解決するために ISL(Interaction Sepciﬁcation Language)が提案されてい
る [11]。 ISLは XMLに基づいて作られ、インターフェースの意味的な情報をシグネチャに付随
する形で記述することができる。例えば先ほどの例のような場合も、 ISLならばデータがソーティ
ングされているかどうかの意味を記述し、不整合を解決することができる。
また、 ISLでは木構造により接続情報の間に２項関係を定義することにより、接続条件を検
証することが可能である。
この手法の意味的な接続判定にこだわった部分は他の３手法と異なっている。この手法の問
題点としては ISLの記述方法がベンダにより異なると、結局利用できないためベンダ間の統一を
どのように図るか、という点である。
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7 おわりに
タイプ関連グラフ上の到達可能性判定に基づき、コンポーネント間の柔軟な接続を行うコン
ポーネントモデルを提案し、そのサンプルシステムの実装を行った。
本コンポーネントモデルの特徴を次に示す。
• 従来の型による接続を放棄し、タイプ関連グラフを用いた接続である。
• 従来はコンポーネントのソースコードの修正が必要であった場合も、本コンポーネントモ
デルを用いるとその修正が不要となる。
• サービス変更時の修正が必要である場合でも、そのコストを減らし、第三者の作成したコ
ンポーネントを容易に利用することができる。
• 軽微なインターフェースの差異を吸収し、従来よりも柔軟に提供側コンポーネントを変更
することが可能である。
• コンポーネントを階層化して配置することが可能であり、要求側コンポーネントの内側に
配置されている提供側コンポーネントとのみ接続可能にすることにより、アプリケーショ
ン開発者による安全性を保証した開発を可能としている。
本モデルを用いると低コストで柔軟にコンポーネントを利用することができるため、コンポー
ネントの利用が促進され、ソフトウェア開発における開発スピードの向上、及び、開発コストの
削減に貢献することができると考えている。
今後の課題として、以下の点が挙げられる。
• 値変換の処理方法を定義可能とし、アプリケーション開発者による値変換処理の拡張を許
可する。
• 本モデルの柔軟性を生かした、アプリケーション実行時の動的なコンポーネント変更へ応
用する。
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