Abstract. This paper summarizes the experience of teaching objectoriented modeling and UML for more than a decade to various audiences (academic or corporate, software developers or not). We present the characteristics of the audiences. We investigate which modeling concepts are well accepted and which are not. We identify several general problems: attendee background, object-oriented language as a prerequisite, limitations of tools, methodological issues, impact of company organizations. We propose (partial) solutions and a list of pragmatic advices.
Introduction
Both authors have more than 20 years experience in practicing and teaching object-oriented programming, mainly with C++, Java, and various objectoriented Lisp's, at beginner's as well as advanced levels. About 15 years ago, we started courses on object-oriented analysis and design, first using various object-oriented methods (Coad-Yourdon, Shlaer-Mellor, OMT) and we switched to UML [8] about 10 years ago. We have also run courses on Design Patterns [7, 5] and their application in C++ and Java, for more than 10 years.
We are teaching in academic as well as corporate contexts. At the Computer Science department of the Engineering School of the University of Nice, the students are preparing an Engineering degree in Software Development, roughly equivalent to a MSc. We also teach in-house short training sessions (a few days) for professionals belonging to companies dedicated to software development and applications. These companies are located mainly in France and the United Kingdom, but also in the United States and Australia.
Concerning object-oriented modeling, we have taught this topic to more than one thousand academic students and at least as many professionals.
This paper presents our personal experience and feeling with teaching objectoriented modeling to these audiences. These are not rigorously quantified experiments. The somewhat provocative style is meant to give rise to a debate. The paper is organized as follows. In the next section we present the various contexts of our teaching, the nature of the courses, and the characteristics of the audiences. In section 3 we remind the different ways of using UML and the impact on teaching. In section 4, we present our experience by listing what works well and what seems to fail. Then in section 5 we discuss some general issues. Before concluding, we summarize some pragmatic proposals.
Context of the Teaching

Academic Training (MSc Level)
The classes gather about 80-100 students for lectures, and about 20 for practical labs. Each course lasts usually for one semester (12-14 weeks) with about 3 hours per student and per week (1 hour of formal lecture, 2 hours of supervised practical labs).
As far as object-oriented modeling is concerned, we are presently running a UML semester course. The lab part consists of a case study which lasts for the whole semester and which is dealt with by four students working together. Most of the job is done as home work; the time needed is estimated as 3 to 5 hours per week and per student. Each week, the group of four students meets their assigned teaching assistant for about half an hour. During this meeting the group presents the work done during the week and discusses it with the assistant; then, the work for the next week is scheduled in common. No predefined methodology is followed, the students are just given a rough "work flow" describing the various tasks that they will have to perform along the project (see 5.2). The students are supposed to use tools, but no particular choice is imposed. Popular ones are Rational Rose or Rational System Modeler (freely available under the IBM academic initiative), or Poseidon, ArgoUML, Umbrello, dia, Eclipse, etc.
The audience is a typical student one: essentially technical background (knowledge of Java, possibly of C++, basic capabilities in algorithms and data structures), no experience of software development "in the large", little methodology awareness (just trial and error!), contentment with apparent result ("it works!"), no recognition of the importance of tests and maintenance. Some students have little perception of the difference between using a computer and developing software for it. They focus on short term programming, preferably in a playful way. Their motivation is not really for software development but rather for exam, mark, a line in their rsum. More and more often, they are lacking abstraction, analysis capabilities, and scientific culture, a general problem in our country(ies) where scientific studies attract fewer and fewer students.
Training for Software Developers
We also run in-house corporate training sessions for professional programmers. The companies are of various sizes (from a few to several thousands people). They are involved in software development, but with different maturity levels.
