Abstract-The purpose of this study is to identify and present the concerns of project stakeholders in relation to Software Quality Assurance (SQA) in a Scrum environment. Guided by the tenets of Classic Grounded Theory Methodology, this exploratory and inductive case study uncovers SQA concepts related to the main concern of Meeting User Expectations. In trying to resolve the main concern, the Scrum project stakeholders alluded to lack of "Concrete Guidance" on SQA strategies, tools, and techniques in Scrum. The lack of concrete guidance in Scrum requires a development team to devise Innovations which may include Adopting Practices from other methodologies and carefully designing the Process Structure to accommodate the Adopted Practices, ensure Continuous Improvement of the process, and provide an environment for Collaborative Ownership. By demonstrating the incompleteness of Agile methods with particular attention to the lack of concrete guidance in Scrum, the study draws on method tailoring literature to argue for customisation of Scrum. The study further proposes that Scrum needs to be viewed as a framework of 'empty buckets' which need to be filled with situation specific SQA practices and processes in order to meet user expectations
INTRODUCTION
The ability to deliver successful Information Technology (IT) projects has become a critical and strategic necessity for contemporary organisations [1] . IT initiatives continue to face high cost overruns, scope creep, cancellation, quality issues, and customer complaints [2] . In addition, a failing software project can jeopardize an organisation's competitive position [3] . Software quality is one critical criteria used to measure success of a software development project. For the purposes of this study, quality refers to the ability of a software project to meet business requirements and add value to the user. Although much effort has been put on identifying ways of ensuring software quality, software projects continue to fail [3] .
Agile software development has emerged as an alternative to organizing and managing complex undertakings by providing mechanisms to adapt to constant project change [21] . Agility and software quality are becoming more important due to the pace of technology change and market dynamics [4] . However, few empirical studies have investigated how organisations can achieve software quality using Scrum, an agile methodology. According to [5] , research on Agile methods has primarily focused on issues around adoption, test driven development, pair programming, team dynamics, and challenges in distributed environments.
Our exploratory and inductive theory building case study focused on Scrum and SQA. The objectives of this study were to (1) illuminate the concerns of Scrum project stakeholders in relation to SQA in a Scrum environment and (2) identify and illuminate aspects of SQA in a Scrum environment. To achieve these objectives, the Grounded Theory Method (GTM) was employed. GTM was chosen as an appropriate methodology for two reasons: the lack of inductive studies in Scrum and SQA, and the socio-technical theories focusing on Scrum and SQA. This study aimed to make contribution to both industry and academia by producing a grounded middle range theory to provide greater understanding of Scrum methodology from a quality assurance perspective.
The study investigated a Scrum team in one South African IT and business consulting company called SAIT*. The data collection lasted for 10 months from December 2011 to November 2012. The team had been using Scrum from July 2010. The project under investigation was called the Portal Project*.
The next section provides a brief summary of the literature on software quality assurance, and the enablers & challenges of quality assurance in Scrum. Methodological assumptions which guided the study are then presented, followed by the findings section which presents and discusses the results of data analysis. The paper is then concluded by highlighting the contributions of the study.
II. LITERATURE REVIEW
Alsultanny and Wohaishi [6] argue that software development projects should define their own explicit meaning of quality. The following section discusses software quality assurance, management, and testing. This is followed by a discussion on the enablers and challenges of quality in Scrum.
A. Software Quality Assurance and Management
SQA is one of the most important components of a software development process. Various definitions of SQA exist in the literature. The shared commonality amongst them is assuring conformance and adherence to defined processes, standards, and procedures in order to produce quality software. The goals of SQA, as stipulated by the Capability Maturity Model Integration (CMMI), include monitoring, ensuring adherence to standards and procedures, and identifying areas of improvement [7] .
Another important aspect to the software development process is quality management. This helps in ensuring that quality standards are achieved [8] . Software quality management aims at defining processes for achieving quality while SQA reviews and ensures that the processes are being followed [7] . Software Testing is one of the processes used to support and ensure software quality. The quality of testing processes translates the level of quality of software products [4] .
B. Enablers and Challenges to Quality in Scrum
A few studies have investigated the use of quality assurance techniques in Scrum. For instance, Li, Moe and Dybå [9] found that constant collaboration amongst developers, early testing, iterative development and continuous feedback improve defect correction. In addition to early testing, the authors also concluded that knowledge sharing, retrospective, and daily meetings helped improve defect fixing efficiency. In another study, Mnkandla and Dwolatzky [10] , concluded that allowing no changes until the end of a Sprint in Scrum is a way of preventing scope creep. Green [11] reports a product quality improvement after adopting Scrum, as a result of value-driven decomposition of features, a clear definition of Done, testing expertise, and adherence to the definition of Done. Green acknowledges the role of engineering practices from XP and top management direction in achieving better quality products.
While Scrum promises to offer greater control over development processes and improve quality, Sutherland, Johnson and Jakobsen, [12] found that Scrum implementations could be challenging. According to Rong, Saho, and Zhang (as cited in [13] the productivity and quality in Scrum depends on the talent and capabilities of team members. Another weakness noted by [14] is that Scrum leaves too many aspects about quality management open. If Scrum is used independently it is suitable in cases where validation is emphasised and verification is not important [14] . Scrum has also been found to exert excessive time pressure and stress on developers thus making it hard for them to carry out certain tasks such as refactoring [9] . In summary, research on software quality assurance in Scrum is sparse and incoherent. This means that more exploratory and inductive studies are needed to provide theoretical directions in this area.
III. RESEARCH METHODOLOGY
This study was interpretive and exploratory in nature. It employed the case study approach and was guided by the tenets of Classic GTM. Data collection comprised three phases: an initial exploratory phase (Phase 1), a formal phase (Phase 2), and a selective phase (Phase 3). These phases were not designed in advance but were guided by the emerging theory. Table 1 provides a list of participants, their respective roles, and the data collection phase in which they participated. Data were also collected through observation of daily Scrum meetings.
Data analysis was guided by the Classic GTM tenets of constant comparative analysis. To achieve reliability and validity, the study used GTM's procedures as a methodological whole, as recommended by Glaser and Holton [18] . In particular, this study closely adhered to GTM's canons, namely the identification of data incidents, concepts and categories, systematic and simultaneous collection and analysis of data to achieve constant comparison, and theoretical memoing and theoretical sampling.
With constant comparative analysis, the Classic GTM researcher has a range of theoretical coding families to use for conceptualising how categories discovered from the data relate to each other [16] . These theoretical coding families include: The Six C's (causes, contexts, contingencies, co-variances, and conditions), Process (stages, phases, passages etc), Degree family (limit, range, intensity, etc), Dimension family (dimensions, elements, divisions) and many more. It is important to note that Glaser did not prescribe any specific coding paradigm to be followed, and espouses that a researcher can add to the coding families [17] . The case site was selected for both opportunistic and theoretical reasons. The one opportunistic reason is that one of the researchers was a software developer in the organization, allowing for easy access to participants. The theoretical reason is that the Scrum implementation at SAIT was relatively 'young' (roughly 2 years at the beginning of the study) and this offered theoretical opportunities for investigating aspects of SQA in an environment that has not been exposed to too much Scrum customisation. In addition, the organisation had a strong prior experience in process oriented methodologies such as the Waterfall Model. The experience in Waterfall provided participants a better chance of judging comparatively their new concerns that resulted from the move to Scrum.
IV. RESEARCH FINDINGS
This section presents the findings integrated in a theoretical framework as shown in Figure 1 . The categories are integrated by a core category which embodies the core concern on the aspects of software quality assurance in a scrum environment. The findings have also been compared to literature to ascertain the theoretical and practical contributions. In the following section, an overview of the aspects of SQA in a Scrum environment is provided, followed by a discussion on method tailoring and how Scrum was tailored at SAIT. This paper does not discuss all the findings depicted in Figure 1 . Instead a brief overview is provided and followed by a focus on the Need for (or Lack of ) Concrete Guidance in Scrum, the Innovations that should be devised to support a Scrum process implementation, and method tailoring.
A. A Brief Overview of Aspects of Software Quality Assurance in a Scrum Environment
The core concern for the Portal Project team at SAIT was "Meeting User Expectations". This concern was evident in all interviews. In addressing the concern, the participants alluded to the three concepts: "Need for Solid User Representation", "Need for Concrete Guidance" and "Need for Dedicated Testing". The findings revealed that the Need for Concrete Guidance concept is central to almost all categories. For example, Solid User Representation is easily achievable when there are concrete prescriptions on how to handle user requirements elicitation and articulation. Similarly validation and verification processes require Concrete Guidance. In the same manner, software testing requires concrete guidance on how to plan, write test cases, and execute different testing activities. In the case of testing, the absence of a dedicated tester at SAIT worsened the challenges for the Portal Project team.
The "lack of Concrete Guidance" in Scrum forced the Portal Project team to devise Innovations in order overcome the Challenges and improve the ability to Meet User Expectations. It is also important to note that some of the Innovations were devised to minimise the impact of the absence of a dedicated and qualified testers and to improve solid user representation. The concepts are interrelated.
As depicted in Figure  1 , the lack of Dedicated Testing at SAIT presented Challenges such as Capacity Constraints, Quality and Testing Issues, and lack of required Testing Expertise. When asked why there were no dedicated testers, senior participants pointed to two reasons; Lack of business buy-in and the fact that Scrum does not explicitly prescribe how dedicated testers fit in into a development team. The Capacity Constraints concept was particularly 'painful' to the business analysts who had to act as testers and analysts. They mentioned concerns such as multiple pressures, increased capacity demands, duality of roles, and workload overheads. In addition, the lack of required testing expertise resulted in buggy production code due to 'narrow' developer testing.
In addition to the lack of concrete guidance and dedicated testing, the team found it hard to achieve required Solid User Representation because the idea of a hundred percent user involvement (as required for Agile to work) was unrealistic. Solid user representation was particularly pressing at SAIT because the absence of a dedicated tester made it challenging for the team to confidently ascertain that user stories accurately reflected user needs and the finished product features adhered to the user needs. The team alluded to need to have someone who really understands the clients and can provide assurance that the work done truly meets user expectations. The theoretical framework of Figure 1 therefore proposes understanding Scrum as a framework of "empty buckets" which need to be filled with situation-appropriate processes, techniques, and practices in order to meet user expectations. The empty buckets analogy came up during one of the interviews as one participant was emphasising the absence of Concrete Guidance in Scrum.
In summary, the absence of dedicated testers at SAIT, the lack of concrete guidance in Scrum, and the need for solid user representation forced the Portal Project team to devise Innovations in order to overcome the challenges and meet user expectations. These findings point to incompleteness of Agile methods and the need to customise these methods in order to meet user expectations. As such the researchers sought literature pertaining to customization of software development method. The next section discusses the innovations by the Portal Project team and interweaves this with the literature on method tailoring as way of customizing Scrum for quality assurance purposes.
INNOVATIONS

Adopted Practices
Process Structure
Guiding Principles
MEETING USER EXPECTATIONS
Need for Concrete Guidance Need for Solid User Representation Need for Dedicated Testing
CHALLENGES
Capacity Constraints
Testing & Quality Issues
Low Level of Testing Expertise
B. Implementing SQA in Scrum 1) Innovations
The Innovations that the Portal Project team had to devise included designing the Process Structure, Adopting SQA Practices from other methodologies, and using Guiding Principles of collective ownership, constant feedback, and continuous improvement. As Participant 8 stated, allowing a development team to innovate provided empowerment, sense of ownership, and flexibility to adapt to different situations.
1.1) Process Structure
Structure denotes "the arrangement of, and relations between, the parts of something complex" [21 p. 1232]. Traditional software development processes are designed to comply with assurance and measurement mechanisms whereas Agile processes reflect the need to adapt to variations in requirements, resources, and uncertainty [22] .
The Process Structure category denotes the processes, phases, techniques, and responsibilities of project team members to transform requirements on the Product Backlog (list of project requirements) to a potentially shippable piece of software. Essentially, Process Structure embodies a team's "Definition of Done" on a story and in this case includes the activities, the roles, and the tools. For the Portal Project team, the structure of the process was designed in a way that allowed for incorporation of practices and techniques from other software methodologies. The concepts within the Process Structure category are: Process Workflow, Work Coordination, and Situation Appropriateness.
The Process Workflow category is a core element which defines the process structure. It provides an outline of the phases through which product backlog items are transformed into shippable software. For the Portal Project, the workflow included the following phases: Ready, In Progress, In Testing, Done. This is where project level tailoring can easily be done with a view of incorporating SQA activities or processes. Teams need to decide the most important activities that need to be part of the workflow. Through method tailoring, a process workflow should be designed in such a way that successful completion of all the phases within the workflow includes important SQA practices and the task-board should also reflect these SQA practices. It should be noted that Scrum mandates that a team defines its own "Done" based on the demands of a project. The lack of prescriptions offers opportunities for innovating and incorporating best practices that are appropriate for unique situations. For example, a definition of done could include that the story is tested and code reviewed before being marked as "Done".
1.2) Adopted Practices
The study revealed that the process structure must be designed in such a way that practices from other software development methodologies such as XP can be incorporated. Participant 4, who is a devout Scrum proponent promoting Scrum at SAIT mentioned that Scrum helps a team code faster but it needs right control mechanisms to produce good quality code. According to that Participant, if the project team does not adopt right quality control practices then they can write poor quality code quickly.
"...but if you do not have right control mechanisms in place, you can code bad stuff quickly, it's all going to happen quickly." [Participant 4]
As such, the process structure should make it possible to adopt Software Quality Assurance practices and build them into the release cycles. Such important practices adopted at SAIT include peer code reviews, developer testing, and continuous integration. Test driven development is one important practice that was not implemented at SAIT of which almost all participants mentioned the desire to implement.
Beedle and Schwaber (as cited in [20, p. 210] ) report that XP practices should be used as an integrated package in order to achieve full benefits. This study reveals a successful partial adoption of practices from XP into a Scrum project. SAIT did not realize full benefits of XP practices because TDD as a core practice was not adopted. This is in line with [20] who assert that the incompleteness of both XP and Scrum in terms of their coverage of the whole development process makes them complementary and thus suitable of combination as they address different aspects of software development.
1.3) Guiding Principles
A closer look at the data revealed underlying principles driving the design of the process structure and adoption of practices. These principles are: Collective Ownership, Constant Feedback, and Continuous Improvement.
Four senior participants explicitly stated that collective and collaborative code ownership is important to meeting quality requirements. The belief is that if more than one person work on a feature and the team participates in design and planning sessions, then the quality of the software produced is better as can be seen from this statement: "A team should ensure that people are following the concept of collaborative group ownership of code and stories and it's not the case of that story is yours, that story is yours, etc." [Participant 4 ]. This corroborates the finding by [23] who focused on 56 XP projects and discovered that collective ownership and coding standards contribute to improved technical quality.
In addition to Collective Ownership, Constant feedback was the key to meeting user expectations in the Portal Project team. Some practices were adopted to allow the team to get feedback earlier. Working in two weeks sprints, developer testing, code reviews, continuous integration, and short delivery cycles allowed for constant and early feedback.
"I would say because of the constant reviews it means that at any point in the journey, at each cycle, you have something which is shippable, it is possible to say oh well we got this far, and we going to stop here that's it for now" [Participant 8]
Collaborative approach to development was made possible by co-location and face to face communication [24] . This study reveals that all developers working on the same project need to be within a touching distance to each other as a normal working day is characterised by continuous discussions amongst developers. Further, business analysts and the user experience developers need to sit very close to the developers and this allows for quick exchange of ideas and clarification of requirements Finally, the importance of Continuous Improvement as a guiding principle in a Scrum environment was emphasised by the Scrum Master. This aspect was also evidenced by a strong R&D portfolio lead by Participant 11 who had just finished research on the testing strategy.
"Our process has been evolutionary, and where it has evolved for two years has worked well for us. I think it is good at the moment" [Participant 3] This shows that the team embraced ideals of Continuous Improvement to evolve the Scrum process. It is also important to note that these principles are complimentary. For example, focus on continuous improvement lead to incorporation practices aimed at harnessing constant feedback and collaborative ownership of work.
2) Method Tailoring
This study reveals that organisations need to understand that Scrum offers a planning and control backbone but needs to be supported by other methodologies. This means that organisations need to tailor their Scrum process innovatively based on the demands of the situation. Ensuring that relevant SQA practices are included in the Scrum process structure has been shown to be an innovative way of tailoring the Scrum process. A failure to understand that the Scrum package lacks details on technical SQA practices can lead to various challenges. Adopting practices into Scrum is in line with one stream of research in software development focusing on tailoring methods to suit the development context [20] . According to [20] , factors that should be considered when deciding how to customise development methods include organisational issues, distributed teams, and existence of legacy systems.
Two traditional strands of research closely related to method tailoring are Method Engineering and Contingency Factor approaches [20] . "Method engineering requires a metamethod process from which precise project specific methods are constructed based on pre-defined and pre-tested method fragments" [20, p. 201] . The contingency factor research suggests that "specific features of the development context should be used to select an appropriate method from a portfolio of methods" [20, p. 201] .
There are problems with these approaches that render them unsuitable for most organisations. Firstly, the contingency approach requires organisations to have a repertoire of methods from which to choose [20] . This implies that software organisations would have to go through a learning phase of additional methods in order to be versed in each of the methods. This is not be advisable for companies that are still trying to perfect their Scrum implementation. The other problem that could make it difficult for organisations is that the experience needed to be versed in a method is best gained through development projects. Changing methods and learning a different method for every client project can be risky and costly.
Secondly, the method engineering approach poses problems to organisations because it requires a repository to store method fragments [20] . This approach also requires the method fragments to have been tested in development projects and certified to work. Further, following this approach might force organisations to employ method engineers and may not be favourable in most organisations [20] . The cost and risks of maintaining method fragments also makes method engineering not suitable to software companies. [20] report on an approach to method tailoring which could be suitable as an alternative to the method engineering and contingency factors. Through this approach, a method such as Scrum is customised at a macro level as an over-arching approach upon which further micro-level customisation is done based on the needs of individual projects. [20] report on a successful combination of practices from XP and Scrum. This is partly similar to the gradual approach to the Scrum tailoring revealed by this study which also included subsequent efforts at incorporating practices from other methodologies within the Scrum framework (see Adopted Practices section).
V. CONCLUSION
The researcher embarked on an exploratory and inductive theory building case study focusing on aspects of SQA in a Scrum environment through the application of Classic GTM tenets. The study sought to generate a substantive theory on how an organisation using Scrum achieves software quality requirements.
The study revealed a broad range of SQA aspects related to the main concern of Meeting User Expectations. The Need for Concrete Guidance on SQA strategies, techniques and processes came up as one dominant aspect necessary for Meeting User Expectations. Scrum does not offer concrete guidance on technical aspects of how to achieve quality requirements. Due to the lack of concrete guidance in Scrum, a development team has to devise Innovations which may include adopting practices from other methodologies. The Innovations may also include carefully designing the Process Structure to accommodate the Adopted Practices, to make dependency resolution smoother, and to ensure a continued improvement of the base process framework. Adopting SQA practices and designing the process structure accordingly needs to be guided by 'quality-enabling' principles such as Collaborative Ownership and Continuous Improvement.
The study contributes to the research community by providing an understanding how Scrum works in practice in relation to SQA. The study unearthed a range of concepts that are open for further exploration. This study reveals that a majority of the common Agile SQA practices most talked about in the literature are XP practices. Even the studies that seek to verify -through experiments and statistical datawhether these practices work in practice, do so by investigating XP. It is therefore important for practitioners and researchers to be cognisant of the fact that Scrum does not prescribe a majority of the most popular agile SQA practices such as TDD.
This study further contributes to the research community by addressing the need to close the gap in studies focusing on the Scrum methodology. Further, the study fills the gap of investigating Agile methods beyond the adoption stage. Finally, the study also makes a contribution to the Information Systems field by adding an inductive and substantive theory through the application of grounded theory techniques.
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