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Abstract 
A key element to designing software architectures of good quality is the systematic handling of contradicting quality 
requirements and the structuring principles that support them. The theory of inventive problem solving (TRIZ) by Altshuller 
offers tools that can be used to define such a systematic way. This paper describes the idea and preliminary results of using 
inventive principles and the contradiction matrix for the resolution of contradictions in the design of software architectures. By 
rearchitecting a flight simulation system these tools are analysed and their further development is proposed. 
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1. Introduction  
While there’s still some discussion about the definition of the term software architecture2 it is commonly accepted to 
be defined as the structure or structures of a system, which comprise elements, the externally visible properties of 
those elements, and the relationship among them [2]. The process of designing a system’s software architecture is 
shown in figure 1. 
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Figure 1. Two Paths of requirements analysis according to [2]. 
 
During requirements analysis functional and non-functional or quality requirements concerning a software 
intensive product are distinguished. Quality requirements are desired properties that surpass correct functionality 
like reliability, integrability, maintainability, testability or modifiability. 
Non-functional requirements are frequently neglected because they are experientially harder to analyse but 
crucial for the success of software-intensive systems. Since the non-functional requirements are derivated 
particularly from a product’s business goals they can not be analysed by a pure technically oriented inspection. 
During requirements analysis the functional specification is written down and the driving qualities are identified. 
Driving qualities represent the hard to implement but yet most important stakeholder interests in a product. Because 
of their important impact on the architecture the driving qualities are also called architectural drivers. Architecture 
design can be seen as an optimization problem with the driving qualities being the optimization criteria and the 
functional specification being the optimization constraints.  
It has long been recognized that a system’s software architecture has a major impact on the non-functional 
properties of a system like dependability, performance or modifiability [20]. Designing software architectures of 
good quality is therefore central to software engineering as is the evaluation of architecture quality. 
Structuring principles which support certain qualities help the architect in finding the optimal architecture. These 
structuring principles can be architectural tactics or styles [2] like information hiding or architectural patterns [6] 
like a client-server architecture. These are generalized solutions for frequently occurring problems. Most structuring 
principles affect several qualities, either enabling or inhibiting them; e. g. information hiding supports the 
maintainability of a system but is impairing its performance. While the architect can choose from a set of well 
documented principles (see e. g. the work of Booch on a handbook of software architecture [4]) the merging and 
consolidation of different principles is by and large still an ad hoc and largely unsystematic process to date.  
Conflicting quality requirements like performance and maintainability or conflicting structuring principles are 
compounding the design of a system's software architecture. The resolution of these conflicts relies heavily on the 
architect's experience and knowledge of the structuring principles. Software architecture represents the tradeoffs 
between the conflicting qualities that are acceptable for all stakeholders.  
The systematic handling of contradictions between quality requirements or their according structuring principles 
can ideally result in the elimination or resolution of the conflict. The theory of inventive problem solving (TRIZ) by 
Altshuller et al. [1] can help to define such a systematic way. This paper describes the idea and preliminary results 
of using the TRIZ tools inventive principles and contradiction matrix for the resolution of contradictions in the 
design of software architectures. The rest of the paper is structured as follows: the next section gives a short 
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introduction into TRIZ and previous work on its use in software engineering. In sections 2 and 3 the aforementioned 
TRIZ tools and their application to software architecture design are analyzed. These tools used to rearchitect a flight 
simulation system as an example in section 5. Section 6 concludes the paper and gives and outlook to future work. 
2. TRIZ for Software 
TRIZ has been developed by Altshuller et al. since 1946. By analyzing patents they found that [1]: 
y Innovations emerge from the application of a relatively small set of strategies, so called inventive 
principles. 
y The strongest solutions actively seek out and destroy the conflicts or contradictions most design practices 
assume to be fundamental. 
y They also transform unwanted or harmful elements of a system into useful resources. 
y Technology evolution trends are predictable. 
The application of TRIZ to software engineering is a relatively new field, hence publications are only few. Rea 
discusses analogies to the inventive principles in software [16,17] and uses them to obtain several patents [19]. 
These analogies are extended by Fulbright [7] and Tillaart [21]. Most of them are not directly applicable to software 
architecture and will be further discussed in section 3. Nakagawa is reviewing topics in software engineering such as 
structured programming to reason about them using TRIZ [13], Rea reviews concurrency [15]. Rawlinson discusses 
the application of contradictions between speed, reliability, energy and complexity [14] but does not go into the 
implications for software architecture. A more general review of the application of TRIZ to software can be found in 
[18]. Hartmann et al. emphasize the practicability of TRIZ for software architecture [8], Muller classifies TRIZ as a 
possible architecting method [12].  
Mann's summary [10] gives a short insight into his upcoming book [11]. He analyzed 40,000 patents in software 
and developed a newly tailored contradiction matrix, slightly modified inventive principles, trends of evolution and 
other TRIZ tools. Since the paper just gives a short overview, the book that is not available at the time of this writing 
needs to be awaited for a more detailed discussion. 
3. Inventive principles 
The aforementioned observation that innovations emerge from the application of a relatively small set of 
strategies lead TRIZ researchers to the formulation of 40 innovative principles. These are the generalized 
descriptions of 40 solution strategies that were identified by analyzing patents. Despite their generality not all of the 
40 innovative principles are directly applicable to software architecture design, some are apparent mismatches. 
Nevertheless these principles subsume solutions to conflicts and contradictions that are successfully applied in other 
domains, hence a mapping into software architecture terms seems promising. 
Since TRIZ was developed in hardware-based technology fields this mapping is not a straight forward task. 
Others have tried to find analogies [16,17,7,21] but these analogies are concerned with multiple phases of software 
engineering. Most of them are close to implementation issues of specialized domains and as such not usable for 
application to software architecture. Mann has analyzed software patents [10,11] but as said before his results have 
not yet been published. Some ideas can also be found in his paper about buildings' architectures [9]. 
Formulating a new set of innovative principles for software architecture in the same way it was done during the 
development of the TRIZ theory is hard because these principles originate from the analysis of patents but there are 
few patents on software architectures. Instead they can be formulated using patterns. Architectural patterns are a 
good source for principle mining because they are generalized solutions for frequently occurring problems. As such 
they contain the heuristics of successful solutions. The analysis of correspondences between inventive principles and 
patterns shows the following:  
y Inventive principles are more general than patterns and as such often comprise several patterns. For 
example the principle segmentation is a generalized description of patterns like the layered architecture 
pattern or the principle copying comprises several redundancy patterns. Hence inventive principles are no 
replacement for patterns but combined with the contradiction matrix can serve as a navigation aid for 
selecting patterns or finding new ones. 
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y Correspondences between architectural patterns and inventive principles can mainly be found in the 
clusters contradiction resolution in space, time and structure but not in material. 
y For some principles there are no correspondences in architectural patterns. For example accelerated 
oxidation describes the principle to replace common air with oxygen-enriched air. Most of these principles 
are part of the material class. 
4. Contradiction matrix 
The inventive principles can be used stand-alone to search for solutions or in form of the contradiction matrix for 
a more directed search in solution space. This matrix allows users to detect side-effects the 40 innovative principles 
can have on 39 technical parameters like e. g. reparability, reliability or temperature. From an architect's point of 
view these parameters can be seen as the quality attributes of the system to be designed.  
The quality attributes of a system are generally arranged in a so called utility tree as shown in figure 2. The figure 
also shows possible corresponding technical parameters of the contradiction matrix. Quality attributes can be seen as 
translations of the technical parameters when applying the contradiction matrix to software architecture. Some of 
these translations are straight forward like reliability, availability (durability of an object), adaptability or 
maintainability (repair friendliness). Others can not be easily translated into software architecture terms like mass, 
length, area or volume of a moving object.  
Although not all inventive principles and all technical parameters of the contradiction matrix can yet be translated 
into software architecture terms the remaining extract can be useful for software architecting because it offers a 
navigation help when searching for an architectural solution to contradictions in contrast to common trial-and-error 
methods that are solely based on the architect's experience.  
In the software design process the contradiction matrix can be of help if two driving qualities or their supporting 
architectural principles contradict each other. The architect looks up the corresponding technical parameters in the 
matrix and tries to apply the listed innovative principles and architectural patterns that belong to them. Just as well 
the matrix can help to choose an architectural pattern to support a driving quality that has no contradicting quality 
requirement by supporting information on the effect of a pattern on other qualities. That way the matrix allows a 
systematic approach to choosing patterns and resolving contradictions between quality requirements which can 
easily be integrated into mature architecture design methods like e. g. attribute driven design [3]. 
5. Example: Flight simulator 
To analyze the applicability of the two TRIZ tools and give an example of their usage the well documented 
requirements and architecture of the flight simulation system introduced in chapter eight of [2] is used. 
Rearchitecting the existing system allows to examine whether the inventive principles and contradiction matrix can 
help designing the system's architecture. The question of interest is whether the general principles for resolving 
contradictions found in other areas can also be applied to software architecture. 
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Figure 2. Quality attributes and possible corresponding technical parameters. 
 
During requirements elicitation and analysis the driving qualities are identified. Afterwards their corresponding 
technical parameters from the contradiction matrix are denoted: 
y the system's performance corresponds to technical parameter 9: speed 
y modifiability to accommodate changes in requirements and scalability of function correspond to technical 
parameter 35: adaptability 
y integrability corresponds to technical parameter 32: manufacturability 
y testability corresponds to technical parameter 37: complexity of control and measuring 
In general some of these architectural drivers contradict each other. For the flight simulator improving 
modifiability could impair the system’s performance. To resolve this contradiction the contradiction matrix suggests 
using the inventive principles dynamicity, prior action or copying. In fact the architecture design suggested in [2] 
uses a partitioning that maintains a close correspondence between the aircraft partitions and the simulator virtually 
copying parts of the aircraft.  
Other inventive principles that can be found in the suggested architecture include segmentation, extraction, 
mediator and nesting. The example shows that the inventive principles are no replacement for architectural tactics or 
patterns but rather an extension that helps selecting merging and balancing them. As said before some parts of TRIZ 
seem to make no sense for software architecture, e. g. the suggested usage of the inventive principle changing the 
state of aggregation. 
6. Conclusion and future work 
Contradicting quality requirements and the merging of their supporting architectural strategies are core problems 
in software architecture design and make it a task that is heavily dependent on the architect’s experience and 
knowledge. Using the TRIZ tools inventive principles and contradiction matrix can help directing the search in the 
solution space into a heuristically promising direction. Hence these tools can be seen as an extension to architectural 
tactics and patterns. This paper displays the author’s approach of finding correspondences between inventive 
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principles and architecture patterns on the one hand and technical parameters and quality attributes on the other. 
Although not all 40 principles and 39 parameters have a corresponding pattern or attribute the remaining can be 
useful in architecture design. In fact some of the general principles for resolving contradictions found in other areas 
can also be applied to software architecture.  
Despite the found correspondences it does not seem possible to translate the whole contradiction matrix into 
software architecture terms. However, it seems promising to formulate a domain-specific matrix by rearchitecting 
successful architectures. 
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