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L’augment de l’ús de les xarxes de sensors a molts camps de la vida actual fa 
que aquestes tecnologies i les seves possibles millores siguin estudiades avui 
en dia en nombrosos treballs i estudis. Els sensors que composen aquestes 
xarxes són sensors de capacitats sensitives, de comunicació sense fils, que 
poden formar xarxes ad-hoc. Els estudis tracten de millorar-ne les prestacions 
en algun dels aspectes que la componen: augment del temps de durada de les 
bateries, mètodes d’auto configuració de la xarxa, mètodes d’auto curació, 
millores en l’encaminament i en el processat de paquets de dades... 
Aquest TFC conté l’estudi d’un nou algoritme, GS3, que proposa una solució 
per a xarxes de sensors auto configurables i auto curables. Per aconseguir-ho 
GS3 proposa la creació d’una estructura cel·lular hexagonal on a cada hexàgon 
hi ha un node escollit que permet la comunicació amb la resta d’hexàgons. La 
resta de nodes de l’hexàgon depenen d’aquest node per a comunicar-s’hi. 
 
A través d’un simulador implementat en Visual C++ que permet treballar amb 
12000 sensors, s’obtenen dades bàsiques per analitzar la viabilitat de GS3 i les 
situacions de treball que requereix. El simulador dóna dades com per exemple 
el temps que triga a configurar-se, els missatges que calen i de forma indirecta 
del consum energètic. A partir de la configuració de GS3 el simulador obté 
dades de dos encaminaments aplicats sobre la estructura hexagonal de GS3 i 
els compara amb dues alternatives d’auto organització de la xarxa més 
simples anomenades cluster_6_1 i cluster_6_2. Sobre aquestes dues 
alternatives s’aplica encaminament Dijkstra sobre la topologia que creen.  
 
Els resultats demostren com GS3 no es pot configurar bé si no es treballa amb 
densitats majors a 350 nodes i que una de les alternatives d’encaminament 
que es proposen, l’anomenada de millor ruta, ofereix bones prestacions per a 
aquestes densitats. Per a densitats menors a 350 nodes, qui ofereix unes 
prestacions millors es l’encaminament Dijkstra sobre cluster_6_2, que a més, 
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Sensor network technologies and its possible improvements are being studied 
today in several works and researches because of the increase in its use in 
many fields of our everyday lives. These networks are composed by wireless 
sensitivity-capable sensors with capability to form ad-hoc networks.  These 
studies try to improve the performance qualities of some of its aspects: an 
increase in the battery capacity, network self-configuring methods, self-healing 
methods, improvements in routing and data packet processing… 
 
This TFC contains the study of a new algorithm, GS3, proposing a solution for 
self-configuring and self-healing sensor networks. To obtain this, GS3 proposes 
the creation of a hexagonal cell structure where every hexagon has a chosen 
node enabling communication with the other hexagons. The rest of the 
hexagon nodes rely on this node for communication.  
 
Basic data is obtained through a simulator implemented on Visual C++, 
enabling work with 12000 sensors, to analyze GS3’s viability and its required 
work situations. The simulator gives us several data, like its configuration time, 
required messages and –indirectly- the energetic consumption. The simulator 
obtains the data of two separate routings applied to the GS3’s hexagonal 
structure and compares them with two simpler alternatives for network self-
organization: cluster_6_1 and cluster_6_2.  The Dijkstra routing is then applied 
to the topology created by the alternatives. 
 
Results show that GS3 cannot be properly configuring when not working with 
densities over 350 nodes and that one of the proposed routing alternatives      
– called “the best route” - offers good performance qualities at these densities. 
For densities below 350 nodes, the Dijkstra routing is the one that offers better 
performance qualities on the cluster_6_2, which additionally, for densities 
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INTRODUCCIÓ 
 
Les xarxes de sensors estan sent durant els últims anys objecte d’estudi per 
part de molts investigadors amb la finalitat de millorar-ne les seves prestacions. 
El motiu és la gran varietat d’aplicacions que poden tenir dins de diferents 
camps de la societat (seguretat, sensors ambientals, sensors industrials, 
medicina...). Es pot considerar una xarxa de sensors com una xarxa de petits 
ordinadors que col·laboren en una tasca comú. Els nodes que composen 
aquesta xarxa són sensors amb capacitats sensitives (captar soroll, 
temperatures, posició...) i de comunicació sense fils, que poden formar xarxes 
ad-hoc sense cap infraestructura prèvia ni administració centralitzada. Les 
característiques que s’esperen d’una xarxa d’aquest tipus són: adaptabilitat als 
canvis de topologia, adaptabilitat als canvis de canal (atenuació, defalliments 
lents, tolerància a errades, encaminament, consum energètic...) , tolerància a 
errades, minimitzar el consum energètic per a maximitzar la vida dels nodes ... 
 
En aquest TFC es vol estudiar un nou algoritme anomenat GS3, que proposa 
un sistema a través del qual les xarxes de sensors sense fils es configurin per 
si soles i a més puguin recuperar-se de qualsevol pertorbació (connexió de 
nous sensors, desconnexió, moviment...). La proposta de GS3 permet doncs 
l’auto configuració i l’auto curació d’una xarxa de sensors sense fils. Per 
aconseguir aquests objectius GS3 proposa la creació d’una estructura cel·lular 
hexagonal on a cada cel·la hi hagi un node escollit, anomenat cap, que permeti 
la comunicació amb la resta de cel·les. La resta de nodes dins la cel·la queden 
associats al node cap per tal d’establir comunicació amb la resta de nodes. 
 
És objectiu d’aquest TFC implementar un simulador en Visual C++ per tal de fer 
un estudi de la part de auto configuració de GS3. Aquest simulador ha de 
permetre obtenir dades bàsiques per veure la viabilitat d’aquesta solució i/o les 
condicions de treball que requereix. Per exemple, dades relatives al nombre de 
sensors que poden quedar desconnectats pel fet d’utilitzar GS3 o el temps que 
necessita per a configurar una xarxa. De manera indirecta, el simulador també 
ha de poder donar resultats objectius respecte el consum energètic de les 
bateries que suposa el seu ús a partir dels missatges que genera i indicar s’hi 
ha o no colls d’ampolla en determinats sensors.  
 
A partir d’aquesta base, al simulador se li afegiran dos funcions més. Una per a 
comparar diferents estratègies d’encaminament aplicades sobre l’estructura 
cel·lular hexagonal que crea GS3. La bondat d’aquestes propostes vindrà 
donada per com de propers estan el seus resultats dels que es poden 
aconseguir aplicant l’algoritme Dijkstra. Finalment, es consideraran dues 
alternatives d’auto organització de la xarxa més simples que GS3 per les que 
també s’estudiarà el grau de connectivitat que permeten aconseguir i els 
resultats d’aplicar Dijkstra sobre la topologia que defineixen.  
 
Tot això s’ha d’aconseguir amb un simulador que ha de permetre una 
configuració i una recollida de resultats prou flexible, que faciliti el seu posterior 
processat. Respecte el codi, ha de ser prou modular per a permetre integrar 
noves solucions o modificar les existents sense que això requereixi replantejar-
se tot el programa. 
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El document està dividit en 5 capítols. En el primer es troba l’explicació de 
l’algoritme GS3, seguida d’un capítol on s’expliquen breument els altres 2 
algoritmes i les opcions d’encaminament que es contemplen per a cadascun 
d’ells. El tercer capítol conté les funcionalitats del simulador, s’expliquen els 
principis i assumpcions en els que es basa i quina és la lògica del seu 
funcionament. Al quart capítol es mostra el impacte de diferents paràmetres en 
la configuració d’una xarxa amb GS3. En el cinquè, es compara la connectivitat 
que ofereixen 3 algoritmes. L’estudi amb el simulador acaba amb el capítol 
sisè, que compara les diferents opcions d’encaminament sobre les diferents 
solucions de configuració. L’últim capítol està dedicat a les conclusions del TFC 
i també inclou un proposat de futures línies de treball. 
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CAPÍTOL 1. GS3 
 
1.1. Què és GS3? 
 
GS3 és un algoritme per a la auto configuració i auto curació de xarxes de 
sensors ràdio. Permet als nodes de la xarxa, en un pla 2D, configurar-se ells 
mateixos dins una estructura cel·lular hexagonal, en la que la superfície es 
divideix en cèl·lules hexagonals cada una amb un radi R ideal i una 
superposició nul·la entre cèl·lules. La estructura és auto curable enfront a 
canvis com poden ser: l’aparició de nous nodes, o la mort, moviment o 
qualsevol altre pertorbació que pugui afectar als sensors existents. 
  
Dins de cada cèl·lula s’escull un node com a cap de cèl·lula, representant 
aquella cèl·lula. Tots aquests caps formen el graf de caps que està lligat a un 
node “gran” H0 a partir del qual es comença a generar la estructura cel·lular i 
que és la interfície entre la xarxa de sensors ràdio i les xarxes externes, com 
podria ser Internet.  
 
A més, com ja s’ha dit, GS3 aporta auto curació local, de forma que el graf de 
caps i l’estructura hexagonal romanen estables a les pertorbacions de la 
següent forma: 
 
- Caigudes inesperades de nodes queden emmascarades per la cèl·lula. 
 
- En cas de múltiples morts a la vegada el moviment de cada cèl·lula 
permet al graf de caps i a l’estructura hexagonal desplaçar-se en conjunt 
i mantenir la posició constant entre cèl·lules i caps. 
 
- En cas que l’arrel del graf H0 es mogui d de la seva posició, només la 
part del graf dins del radi √3d/2 pateix canvis. 
 
GS3 aconsegueix l’adaptabilitat a través de 3 aspectes: 
 
- El coneixement local permet a cada node mantenir les identitats de 
només un número constant de nodes pròxims. 
 
- La auto curació local garanteix que totes les pertorbacions donades 
afectin només a una regió al voltant de l’àrea pertorbada. 
 
- La coordinació local només es necessària en els processos de auto 
curació i auto configuració. 
 
En els següents apartats d’aquest capítol s’explica el funcionament d’aquest 
algoritme, el que permetrà fer-se una idea clara de com s’assoleixen les 
característiques fins ara esmentades. 
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1.2. Model del sistema 
 
Es poden definir diferents paràmetres i components dins d’una xarxa 
configurada amb GS3, un algoritme que necessita de certes assumpcions per a 
funcionar. Paràmetres, components i assumpcions estan interrelacionats, raó 
per la que a continuació es detallen tots plegats:  
 
- Nodes del sistema: Un sistema consisteix en un grup de nodes en un 
pla 2D, cada un amb una freqüència i un rang de transmissió. 
 
- Assumpció sobre la distribució dels nodes: Existeix un radi Rt tal que 
amb alta probabilitat hi ha múltiples nodes en cada àrea circular d’aquest 
radi. 
 
- Tipus de nodes: 
 
o Node gran, H0: actua com a iniciador de la auto configuració de 
la xarxa i també de punt d’accés per als nodes petits cap a una 
xarxa externa. H0 inicia les operacions i s’assumeix que cada 
sistema té només un node H0 i la resta són nodes petits. 
 
o Nodes petits: Resta de nodes que no són el node gran H0. 
 
- Assumpció sobre la transmissió ràdio: Els nodes poden ajustar el seu 
rang de transmissió i conèixer la ubicació relativa d’altres nodes. Les 
transmissions amb destí conegut són fiables, però les transmissions amb 
destí desconegut (broadcast) poden ser poc fiables. 
 
- Pertorbacions: Se’n consideren de dos tipus: 
 
o Dinàmiques: connexió d’un nou sensor, mort d’un sensor 
(apagat, bateria acabada...) i estats de corrupció,. 
 
o Moviment d’un sensor. 
 
- Assumpció sobre la freqüència de les pertorbacions: l’entrada o 
sortida d’un node o la corrupció del seu estat no poden ser anticipades i 
es consideren com a fets rars. La mort d’un node pot ser previsible tenint 
en compte el temps de la bateria. La probabilitat de que un node es 
mogui una distància d es proporcional a la inversa de d. 
 
Finalment, de cara a fer més entenedor el funcionament de l’algoritme, GS3 
defineix 3 tipus de xarxes: 
 
- Xarxa estàtica: no hi ha nodes dinàmics ni mòbils. 
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- Xarxa dinàmica: pot haver-hi nodes dinàmics. 
 
- Xarxa dinàmica mòbil: pot haver-hi nodes mòbils i dinàmics. 
 
 
1.3. Bases de funcionament: 
 
Hi ha un node gran H0 a partir del qual s’inicia la auto configuració de la xarxa 
cel·lular, on cada cèl·lula hexagonal que es generi en el pla 2D ha de tenir un 
cap que la representi. Com s’ha comentat anteriorment, aquests caps formen el 
graf de caps. La resta de nodes de cada cèl·lula que no siguin caps s’associen 
al cap de la seva cèl·lula i només poden comunicar-se amb nodes d’altres 
cèl·lules a través d’ell. 
 
Així doncs GS3 defineix: 
 
- Graf de caps: arbre que té l’arrel en H0 i consta de tots el caps de 
cèl·lula. 
 
- Radi de cèl·lula: màxima distància geogràfica entre el node cap i un 
associat seu. 
 
Així,GS3 agafant R com a radi ideal de cèl·lula, on R>=Rt, construeix i manté un 
grup de cèl·lules i un graf de caps que compleix els següents requisits: 
 
- Cada cèl·lula és de radi R+C, sent C un valor petit respecte R i és una 
funció de densitat de distribució de node caracteritzada per Rt. 
 
- Cada node està en una única cèl·lula. 
 
- Un node està en una cèl·lula si i només si el node cap està connectat al 
node gran H0. 
 
- El número de fills per cada node en el graf és limitat. 
 
- El conjunt de cèl·lules i el graf de caps es curen en presència de nodes 
dinàmics i mòbils. Gràcies a la auto curació, un sistema pot recuperar-se 
d’un estat pertorbat al seu estat estable per si mateix. 
 
Hi ha una sèrie de motius que permeten entendre el perquè dels requisits 
esmentats: 
 
- L’objectiu principal del sistema de auto configuració és organitzar els 
nodes en cèl·lules amb un cert radi R ideal que depèn de paràmetres 
dels escenaris amb els que es trobi (per exemple la distribució de nodes 
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en el pla 2D). A la pràctica el sistema no serà capaç d’organitzar-se en 
cèl·lules exactes de radi R ideal, però la diferència entre el radi real i el 
radi R ideal serà molt petita i estarà en funció del radi de tolerància Rt. 
 
- Un altre motiu és, que al fer que cada node estigui només en una 
cèl·lula, l’estalvi d’energia de la bateria dels nodes i la complexitat en el 
control és redueix. S’entén per control les dades que cada node ha de 
saber per a realitzar encaminament de paquets de dades.  
 
- Si un node és capaç/incapaç de comunicar-se amb el Node Gran H0 
abans de la configuració, també ho serà després de la configuració. 
 
- En xarxes ràdio a gran escala, l’automatització és important. A més el 
canvi en nodes pot conduir un protocol de xarxa a errors. La auto curació 
en xarxes a gran escala és un deure quan els elements del sistema són 
dinàmics, mòbils, i sota l’efecte de pertorbacions exteriors. Un mode de 
lluitar contra això és l’auto estabilització. 
 
1.4. Característiques i funcionament de GS3 per a xarxes 
estàtiques (GS3-S) 
 
Com s’ha comentat anteriorment, en xarxes estàtiques no hi ha ni nodes mòbils 
ni dinàmics. És a dir, no es consideren pertorbacions i per tant l’auto curació no 
és necessària. S’assumeix que no hi ha cap radi Rt-buit en el que no hi hagi 
cap node. Aquests radis son tractats com a pertorbacions rares en xarxes 
dinàmiques. 
 
GS3 considera primer un cas ideal del problema: considera un pla 2D, amb una 
distribució contínua de nodes, que es pot dividir en cèl·lules hexagonals de radi 
R amb una superposició gairebé inexistent entre elles. Cada cèl·lula és un 
hexàgon amb una distància màxima R entre el centre geomètric i qualsevol 
punt de la cèl·lula. El cap de cada cèl·lula s’assigna a un node situat al centre 
geomètric del hexàgon. La distancia entre dos caps és de √3R. El resultat és el 




Fig.1.1 Estructura cel·lular hexagonal 
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Tenint en compte que realment la distribució de nodes no és continua, és 
possible que no hi hagi cap node en el centre geomètric d’alguna de les 
cèl·lules. Aleshores és possible aproximar-se a l’estructura de la Fig. 1.1 
deixant ser cap de cèl·lula a algun node situat a una distància Rt del centre 
geomètric. Com s’ha comentat anteriorment, Rt és un radi de tolerància en que 
amb alta probabilitat hi ha múltiples nodes. 
 
GS3 assoleix aquesta solució en 3 passos: 
 
1 – Es cobreix el sistema amb una estructura hexagonal virtual com la de la 
Fig. x.1 de forma que l’únic node gran estigui situat en el centre geomètric 
d’alguna cèl·lula. 
 
2 – Per a cada cèl·lula C de l’estructura virtual, s’escull un node K el més 
pròxim al centre geomètric de C com a cap de aquesta cèl·lula. El centre 
geomètric de C es anomenat posició ideal (IL) de K: IL(K). 
 
3 – Cada node petit no cap j cobert per una cèl·lula C escull i s’associa al millor 
cap, H(j) (per exemple, el més pròxim en el sentit de les agulles del rellotge). 
 
Així doncs, un cap i els seus associats formen una cèl·lula. 
 
GS3 denomina com a cèl·lula central la cèl·lula on es troba el node gran i cada 
grup de cèl·lules a igual distància de la cèl·lula central es denomina d-band on 
d és la distància en cèl·lules respecte la cèl·lula central o 0-band. 
 
 
1.4.1. Algoritme GS3-S 
 
L’algoritme de auto configuració consisteix en la difusió d’una direcció única a 
través de la xarxa. El node gran H0 inicia el càlcul actuant com a cap de la 
banda cel·lular 0 i selecciona els caps de les seves cèl·lules veïnes en la seva 
regió de cerca. Després cada nou cap selecciona els caps de les seves 
cèl·lules veïnes en la seva regió de cerca i així fins a que no es sigui necessari 
seleccionar cap nou cap. 
 
La  ubicació real dels caps de cèl·lula seleccionats pot desviar-se del IL (posició 
ideal) de cada cèl·lula degut a la distribució de nodes discreta. A mesura que el 
càlcul de la xarxa s’allunya del node gran H0 és possible la propagació d’una 
acumulació de desviació en el càlcul. Això pot fer que hi hagi errors en els 
càlculs i els resultats no siguin els desitjats. Per a evitar això es difon una 
Referència Única GR (Global Reference).  A més, quan un cap selecciona els 
seus caps de cèl·lula veïns, fa servir el seu IL de cèl·lula en comptes de la seva 
posició real. 
 
Si el cap i es seleccionat pel cap j, GS3 diu que j es pare de i, P(i), i i es fill de j, 
CH(j). El pare de H0 és el propi H0. La regió de cerca d’un cap i és l’àrea dins 
de la distància √3R+2Rt des de el IL(i) cap a dues direccions: direcció L (LD) i 
direcció R (RD). Per assegurar que cada node unit a H0
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de caps, <LD, RD> s’escull com <0º, 360º> per a H0 i <-60º-α, 60+α> per a la 





Fig.1.2 ILs de cerca per a un node i 
 
 
Normalment, un cap de cèl·lula (d+1)-band és seleccionat per un cap d-band on 
d>=0. Però en cas que la difusió del càlcul sigui diferent en cada direcció 
respecte H0, es possible que un cap (d+1)-band sigui seleccionat per un cap 
(d+2)-band, sent d>=1. Tenint en compte la Fig.1.3. es podria haver donat el 
cas que H0 seleccionés H12, H12 seleccionés H23, i H23  fes el mateix amb H33. 
Suposant que H32 encara no hagués estat seleccionat H33 el podria seleccionar 
i ser el seu pare sent nodes que estan a la mateixa banda cel·lular. Encara es 
podria donar el cas que H21 no hagués estat seleccionat i fos seleccionat per 





Fig.1.3 Estructura cel·lular hexagonal auto configurada 
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Aquest algoritme (GS3-static, GS3-S) consisteix en 2 programes (Fig. 1.6): Big-
node que s’executa en el node gran i Small-node per als nodes petits. Aquests 
dos programes contenen diferents mòduls: HEAD_ORG, utilitzat per organitzar 
els caps i HEAD_ORG_RESP i ASSOCIATE_ORG_RESP, utilitzats per a 
respondre a les peticions de HEAD_ORG. 
 
HEAD_ORG, HEAD_ORG_RESP i ASSOCIATE_ORG_RESP han de funcionar 
de la següent forma:  
 
- HEAD_ORG (LD, RD, R, Rt): direcció L (LD) i direcció R (RD) respecte 
la direcció ( ),P i i
 (veure Fig. 1.7). LD i RD determinen la regió de cerca 
dels caps en el procés d’organitzar els seus caps de cèl·lules veïnes. R 
és el radi ideal i Rt el radi de tolerància. HEAD_ORG serveix per a que el 
cap i pugui organitzar els caps de cèl·lules veïnes en la seva regió de 
cerca. El seus funcionament és el següent: 
 
o Primer el cap i reserva un canal ràdio i difon per broadcast el 
missatge ORG dins la distancia √3R+2Rt. 
 
o Després el cap i escolta les respostes (missatges ORG_REPLY o 
HEAD_ORG_REPLY) dels nodes que es troben dins la distància 
√3R+2Rt i dins la regió de cerca <LD,RD> durant un cert temps i 
calcula el joc de nodes petits i nodes caps (SmallNodes i 
ExistingHeads respectivament) en la regió de cerca. 
 
o Utilitzant el mòdul HEAD_SELECT, el cap i selecciona els caps 
de cèl·lula veïnes. 
 
o Finalment el cap i envia per broadcast el missatge <HeadSet> als 
nodes que es troben √3R+2Rt, revoca la reserva del canal ràdio i 
passa al estat work. En HEAD_SELECT el cap i necessita 
seleccionar els caps de cèl·lules veïnes en l’àrea de cerca. Això 
s’aconsegueix a través de dues passes. Primer calcula les 
ubicacions ideals per a aquells possibles caps de cèl·lules veïnes. 
Després per a cada cèl·lula veïna possible, s’hi ha qualsevol node 
dintre del radi Rt centrat en la posició ideal de la cèl·lula, 
selecciona el de major rànquing com a cap de cèl·lula. Per a fer el 
rànquing s’ordenen els nodes per proximitat a la posició ideal del 
cap en primer lloc, en segon lloc segons l’angle que formen amb 
l’eix que uneix la posició ideal amb el H0 i en últim lloc tenint en 
compte si aquest angle és horari o antihorari. 
 
- HEAD_ORG_RESP: Quan un cap i (en estat de cap (head) o 
treball(work)) excepte el gran node H0, rep un missatge ORG d’un cap j, 
respon amb un missatge HEAD_ORG_REPLY, i espera a que els caps 
GS3   17 
j’s finalitzin el procés HEAD_ORG(escoltant per casualitat un missatge 
<HeadSet>). No hi ha transició d’estat en aquest mòdul. 
 
- ASSOCIATE_ORG_RESP: Quan un node i està en estat d’arrencada 
(bootup) o associat (associate), executarà el procés 
ASSOCIATE_ORG_RESP per a rebre un missatge ORG d’un cap j. Si el 
node i està en estat bootup o associate però el cap j és millor que el seu 
cap actual H(i), el node i respon al missatge ORG_REPLY del cap j. 
Llavors espera el missatge <HeadSet> dels caps j’s. Si el node i és 
seleccionat com a cap de cèl·lula, això posa el cap j com a cap pare i 
canvia l’estat a cap. Si el node falla a l’escoltar el missatge <HeadSet> 
del cap j després d’un cert temps, canvia d’estat al seu estat inicial del 
procés (per exemple a bootup o associate). 
 
Els gràfics Fig.1.4 i Fig.1.5 mostren els possibles estats per als nodes i com 









Fig.1.5 Diagrama d’estats per a la resta de nodes 
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Fig.1.7 Mòdul HEAD_SELECT utilitzat el HEAD_ORG 
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Mòdul HEAD_SELECT: 
 
- Pas 1: Calcula el IL (localització ideal) dels caps veïns dins de la regió 
de cerca de i. Partint de la direcció que uneix el seu IL amb el del seu 
pare i buscant un IL en l’angle 0º, un altre en el -60º i un altre en el 60º, 
obté, afegint-li el Rt, la regió de cerca. 
 
- Pas 2: Elimina el conjunt de ILs on ja hi ha un cap seleccionat (EH = 
Existing Head) tal que queden NH (neighboring heads) – EH, on EH = 
{node j: perteneixent a  NH i K perteneixent a EH: distància(j,k)<=Rt} 
 
- Pas 3: Per cada IL de j dels NH, es definexi CA(j) = {k:k perteneixent a 
un node petit i a distància (k,j)<=Rt}. CA(j) és el conjunt de nodes que no 
són caps de cèl·lula dins la regió de cerca, en aquest cas dins el radi Rt 
desde j. 
 
- Pas 4: Per cada IL j  dels NH, sempre i quan CA(j) no estigui buit, 
s’escull el millor node j’ dins de CA(j), aquest serà el cap de cèl·lula, i es 
definexi com a CH(i). Cada node K en CA(j) s’ordena per <d, |A|, A>, on 
d és la distància entre j i k, A l’angle (-180º<=A<=180º) format per GR i 
J,k (A és negatiu si j,k va en el sentit de les agulles respecte a GR i 
positiu si va en contrasentit). d és el més significatiu alhora d’escollir. 
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CAPÍTOL 2. ALGORITMES 
 
Al llarg d’aquest capítol s’explica contra quins altres 3 algoritmes d’organització 
dels sensors s’ha comparat GS3 i quins mètodes d’encaminament s’ha aplicat 
en cada cas, incloent els dos casos que s’han aplicat sobre GS3: GS3-cap comú 





El fonament sobre el que s’assenta aquest algoritme d’encaminament és el 
principi d’optimació: si el camí més curt entre els vèrtexs u i v passa pel vèrtex 
w, llavors la part del camí que va de w a v deu ser el camí més curt entre tots 




Fig.2.1 Gràfic exemple Dijkstra 
 
 
Dijsktra obté, tenint en compte tots els nodes en cobertura de cada node, la 
distància mínima en salts d’un node a un altre. Cada node coneix els nodes als 
quals pot arribar i a partir d’aquí la idea és anar explorant tots els camins que 
parteixen d’un origen i arriben a tots els destins possibles. Analitzant els 






Aquest algoritme bassa l’encaminament en Dijkstra, però al contrari que amb 
Dijkstra “pur” on qualsevol node pot enviar a un node dins el seu radi de 
cobertura, aquí només podrà enviar a un dels nodes que ha agafat com a 
nodes veïns.  
 
Cluster_6_1 genera una taula on cada un dels nodes busca els seus 6 nodes 
veïns més pròxims. A partir d’aquesta taula s’aplica Dijkstra per trobar el camí 
més curt entre un node i un altre. Per a trobar-lo un node només pot contar com 
a salts vàlids aquells on aparegui un node que estigui en la seva taula de 
veïnatge, per molt que altres nodes li permetin arribar al destí a menys salts. 
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Amb aquest tipus de veïnatge es pot donar el cas de que tot i que un node 
estigui en cobertura amb altres nodes cap node el seleccioni dins el grup dels 
seus 6 nodes més pròxim, això provocarà que aquest node quedi 
desconnectat. 
 





Fig.2.2 Posició nodes 
 
 
Segons la posició dels nodes en la Fig.2.2 i suposant que tots els nodes es 
veuen entre ells i que el primer node en configurar s’escull per ordre alfabètic, A 
escolliria coma  6 nodes més pròxims B, C, D, E, F, i G. Com B ha estat escollit 
per un altre node busca els seus 6 més pròxims, en aquest cas A, C, D, E, F, G 
i així successivament. Les taules de veïnatge quedarien de la següent forma: 
 
 
Taula 2.1. Veïnatge cluster_6_1 
 
node veïns 
A B, C, D, E, F, G 
B A, C, D, E, F, G 
C A, B, E, D, F, G 
D B, C, E, F, G, H 
E B, C, D, F, G, H 
F B, C, D, E, G, H 
G B, C, D, E, F, H 




La raó de triar els veïns més propers és que per comunicar-se amb ells en 
alguns casos el node podria emetre a menys potència i per tant, reduir el seu 
consum de bateria. A més, al estar més propers la qualitat de l’enllaç podria ser 
més bona. El fet d’escollir 6 veïns és degut a que aquest nombre és 
precisament el nombre que té una cel·la en una estructuració hexagonal, com 
per exemple la que genera GS3. 
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2.3. Cluster_6_2 
 
Com en el cas anterior Cluster_6_2 es basa en taules de veïnatge on cada 
node selecciona els seus 6 veïns més pròxims. En aquest cas, però, quan un 
node en selecciona a un altre aquest últim també afegeix al primer dins la seva 
taula de veïnatge, tot i que no estigui dins els 6 nodes més pròxims a ell. Així 
doncs, es pot donar el cas de que hi hagi nodes que tinguin taules 
d’encaminament on cap node sigui dels 6 més pròxims a ell. Seguint amb la 
Fig.2.2 ara la taula de veïnatge quedaria així: 
 
 
Taula 2.2. Veïnatge cluster_6_2 
 
node veïns 
A B, C, D, E, F, G 
B A, C, D, E, F, G 
C A, B, D, E, F, G 
D A, B, C, E, F, G 
E A, B, C, D, F, G 
F A, B, C, D, E, G 





Com es pot veure, la taula de veïnatge no és igual que en el cas anterior. 
 
A partir de la taula de veïnatge generada en cada node, s’aplica Dijkstra, on, 
com en el cas anterior, un node només pot contar com a salts vàlids aquells on 
el node destí aparegui en la seva taula de veïnatge. 
 
També com en el cas anterior, es pot donar el cas de que, tot i que un node 




2.4. GS3-cap comú 
 
La primera proposta per a encaminar paquets sobre GS3 bassa el sistema en la 
cerca d’aquell node cap comú en els dos camins que s’han generat per a 
arribar a altres caps. Cal tenir en compte que un node associat només coneix 
qui és el seu cap de cel·la i que per tant tan sols podrà enviar dades a aquest 
node. Això es així degut a les característiques de GS3, on un node coneix el 
seu cap i aquest els seus associats, el seu cap pare i els seus caps fills. Amb 
un exemple: 
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 Fig.2.3 Exemple de topologia GS3: en blau relacions de parentesc 
 
 
Si H47 volgués enviar un paquet a H44 el seu cap comú seria H0, H47 té 4 
salts per arribar-hi i H44 també 4, per tant farien falta 8 salts per enviar un 
paquet del node cap de H47 al node cap de H44. Si es volgués enviar un 
paquet d’un associat de H47 a un de H44 farien falta 2 salts més. 
 
Un altre exemple, si H44 volgués enviar a H54, el seu cap comú seria H33. H44 
té 1 salt per accedir-hi i H54 2. Per tant, per enviar un paquet del cap de H44 al 
cap de H54 farien falta 3 salts, 2 més si fossin nodes associats als caps.  
 
 
2.4. GS3-millor ruta 
 
Aquesta proposta bassa el seu funcionament en la cerca del camí entre caps 
més curt, cercant els salts mínims de cap a cap passant per altres caps. Per fer 
la cerca de salts mínims s’ha utilitzat un encaminament geogràfic i amb les 
dades que se’n obtenen es realitza el càlcul de mitja de salts. 
 
Seguint amb el gràfic anterior, Fig.2.3, si H47 volgués enviar a H44, H47 
enviaria el paquet a H46, aquest a H45 i aquest últim a H44, requerint de 3 
salts per arribar al destí. Un node associat envia el seu paquet al seu cap. Per 
tant, un node associat a H47 per enviar a un de associat a H44 requerirà de 5 
salts. 
 
Cal comentar que els dos algoritmes aplicats per GS3 s’assumeix un 
comportament proactius, on a priori s’ha d’enviar informació d’encaminament 
per notificar canvis en la estructura. Per norma general es pot assegurar que 
els protocols proactius provoquen un desgast més ràpid de les bateries que no 
pas en els protocols reactius, on només es creen les rutes quan és necessari. 
En aquest on l’objectiu es comparar el nombre de salts mig de les diferents 
opcions aquest aspecte serà irrellevant.  
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CAPÍTOL 3. DESCRIPCIÓ DEL SISTEMA 
 
Aquest capítol permet entendre quines són les funcionalitats i característiques 
del simulador així com la lògica de funcionament que segueix. A continuació 
s’expliquen les assumpcions i conceptes que serveixen de punt de partida, 
després els resultats que permet obtenir el simulador, el format de les seves 
entrades i sortides, i finalment la seva lògica de funcionament intern. Cal 
recordar que el principal objectiu del projecte és atendre les característiques de 
GS3 i que per aquest motiu moltes variables o definicions es basen en el que 





Alhora d’implementar el simulador s’ha assumit el següent: 
 
- Els sensors tenen un radi de cobertura ideal, no variable i constant.  
 
- Els sensors tenen el mateix radi de cobertura.  
 
- El valor d’aquest radi és √3R+2Rt (veure 1.2 per a R i Rt). 
 
- La MAC és una MAC ideal, on no hi ha col·lisions. 
 
- En una iteració un sensors es capaç de processar dades i enviar 
informació. No podrà rebre i enviar en una mateixa iteració. 
 
Durant el TFC es fa una referència constant al concepte de densitat de nodes. 
Es tracta d’un paràmetre molt important en l’anàlisi de les diferents solucions. 
Com es comenta més endavant, si bé el simulador suporta diferents definicions 
d’aquest paràmetre, mentre no es digui el contrari farà referència al número de 
nodes que hi ha de mitja dins el radi de cobertura d’un sensor.  
 
 
3.2. Valors resultants de les simulacions 
 
A través del simulador es poden obtenir diferents valors de cada simulació. 
Aquests valors canvien en funció de la solució estudiada. Així per a GS3 tenim: 
 
- Número ideal de caps. 
- Número de caps seleccionats. 
- Número de nodes associats. 
- Número de nodes sense connectivitat amb H0. 
- Número de nodes sense connectivitat degut a GS3. 
- Missatges totals enviats. 
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- Missatges totals rebuts i processats. 
- Missatges rebuts i no processats. 
- Número d’iteracions. 
- Número de missatges enviats. 
- Mitja de salts per a GS3-cap comú. 
- Mitja de salts per a GS3-millor camí. 
- Coordenades dels nodes. 
- Estat final de cada node i dades pròpies (missatges enviats, rebuts, 
pare...). 
 
Els resultats de Dijkstra són: 
 
- Mitja de salts. 
- Número de nodes sense connectivitat amb H0. 
- Número de nodes sense connectivitat amb H0 degut a Dijkstra. 
 
Finalment, per als resultats de cluster_6_1 i cluster_6_2: 
 
- Taula de veïnatge per a cada node. 
- Número de nodes sense connectivitat amb H0. 
- Número de nodes sense connectivitat amb H0 degut al clúster. 
 
La explicació de on es troba cada un d’aquests valors en la sortida del 
programa i la explicació d’alguns d’ells es troba en l’annex I. 
 
 
3.3. Funcionament del simulador 
 
En aquest apartat es troba explicat quina és la lógica de funcionament del 
simulador a nivell de codi i processat de les dades. La explicació gira al voltant 
de les classes que conformen el simulador: GS3.cpp, calcultopologia.cpp i 
BucleFuncionament.cpp.  
 
Per a al introducció de dades en el simulador i per veure com es mostren els 
resultats en els fitxers de sortida, veure l’annex I . El codi complert es pot veure 
en l’annex IV. Per a veure la validació del correcte funcionament de la auto 
configuració veure l’annex III. 
 
Cal remarcar que el límit de treball del simulador és de 12000 sensors ja que a 
amb aquest número ja es poden fer les proves suficients per obtenir les 
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3.3.1. GS3.cpp 
 
Aquesta classe s’encarrega de processar les dades de entrada al simulador. A 
través de la lectura del fitxer d’entrada “Valors.conf”  obté els paràmetres amb 
els quals s’ha d’executar cada simulació. Per a cada repetició d’una simulació 




“RESULTATS_CONJUNTS_DIJKSTRA_6_2_X” dades pròpies dels paràmetres 
de simulació, com són la llavor amb la que s’ha generat l’aleatorietat dels 
nodes, la dimensió on s’han ubicat els nodes, el valor del radi R, el valor del 
radi Rt, el número de nodes, la densitat de sensors per unitat de espai, la mitja 
de veïns per sensor i la mitja de sensors dins R_t.  
 






Implementa diferents funcions per a la generació de nodes i per a la 
comprovació del correcte funcionament del programa. Aquestes funcions són: 
 
- GeneracioNodes: genera amb la llavor aleatòria el nombre de nodes 
que s’hagi estipulat en els fitxer d’entrada “Valors.conf”. Escriu els 
nodes generats en el fitxer _”X_coordenades_nodes.txt”. 
 
- OrdenacioNodes: ordena els nodes de la funció anterior en funció 
del valor x. Escriu el resultat en el fitxer 
“X_coordenades_nodes_ordenades.txt”.  
 
- CalculJefesIdeals: calcula les posicions on hi hauria d’haver un 
node cap. Escriu el resultat en el fitxer “X_coordenades_caps_ideal”.   
 
- BusquedaJefesReals: cerca segons els nodes generats i les 
posicions ideals dels caps si es possible assignar un node com a cap 
d’aquella posició ideal. Escriu el resultat en el fitxer 
“X_coordenades_caps_real”.   
 
- AssignacióJefes: busca quin és el resultat final que hauria de tenir 
cada node en cas de que tots els caps ideals s’hagin pogut assignar 
a algun node. Escriu el resultat en el fitxer “X_resultat_final_ideal”. 
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3.3.3. BucleFuncionament.cpp 
 
Conté els càlculs reals de GS3, Dijkstra, cluster_6_1 i cluster_6_2. GS3.cpp 
activa la funció BucleFuncionament i a partir d’aquí es genera tota la informació 
dels 3 algoritmes. 
Un cop s’activa el bucle el primer que es fa es “configurar” cada sensor amb el 
seu estat inicial per a GS3. 
 
Posteriorment es fa una crida a la funció Calcul_Veins, que calcula segons el 
radi de cobertura quins nodes estan pròxims a cada node. Des de la pròpia 
funció Calcul_Veins es fa la crida a la funció Dijkstra, que calcula quina és la 
mitja de salts per a Dijkstra. Per a fer-ho calcula els salts entre tots els nodes i 
després en calcula la mitja. Aquests valors són escrits en el fitxer 
“RESULTATS_CONJUNTS_DIJKSTRA_X”. Un cop finalitza es torna el control 
a la funció BucleFuncionament. 
 
BucleFuncionament fa una crida a Calcul_6_Veins_1, que calcula quins són els 
veïns per a cada sensor segons el funcionament de l’algoritme cluster_6_1. 
Posteriorment, des de la pròpia funció, es fa la crida a la funció Dijkstraa_6_1 
per a calcular la mitja de salts. El mètode de funcionament és igual que en la 
funció Dijkstra, però fent servir les taules de 6 veïns de cada node. Els resultats 
obtinguts s’escriuen al fitxer de sortida 
“RESULTATS_CONJUNTS_DIJKSTRA_6_1_X”. La funció finalitza i es torna el 
control a BucleFuncionament. 
 
BucleFuncionament fa ara una crida a Calcul_6_Veins_2, que torna a repetir el 
procés de Calcul_6_Veins_1, amb les noves taules de veïnatge generades. La 
funció que crida Calcul_6_Veins_2 per a fer el càlcul de la mitja és la funció 
Dijkstraa_6_2 que deixa els resultats en el fitxer 
“RESULTATS_CONJUNTS_DIJKSTRA_6_2_X”. 
 
Un cop BucleFuncionament recupera el control passa a executar les funcions 
pròpies de GS3 i el seus encaminaments. 
 
El sistema per a configurar la xarxa consisteix en un bucle on analitzant sensor 
per sensor, es mira el seu estat i segons la iteració en la que ha estat configurat 
i quin sigui el seu estat s’executa una funció o altre. Per exemple, per a la 
iteració 1, si H0 està en bootup (sempre serà així en aquesta iteració) s’executa 
la funció Head_Org_H0_Broadcast, per a la iteració 4, si un node es troba en 
estat head i ha estat assignat en aquest estat en la iteració anterior s’executa la 
funció Head_Org_Nodes_Broadcast. Mentre a cada iteració es faixi una crida a 
alguna de les funcions de GS3 el bucle seguirà funcionant. A través d’aquest 
bucle s’obtenen les dades que es mostren en els fitxers “X_RESULTAT”, 
“X_RESULTAT_NODES”, “X_SELECCIÓ_CAPS_REAL” i 
“RESULTATS_CONJUNTS_GS3_X”. 
 
Un cop s’ha configurat la xarxa, amb més o menys èxit, s’executa primer la 
funció Encaminament_GS3_capcomu i Encaminament_GS3_millorcami. En la 
primera es busca quin és el cap comú entre nodes i es compten els salts totals 
entre tots els nodes per a obtenir la mitja. En el segon cas a través d’una cerca 
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mitjançant encaminament geogràfic es troben quin son els millors camins per 
arribar de cap a cap i així fer una avaluació de la mitja de salts entre tots els 
nodes. Aquests resultats s’escriuen al fitxer 
“RESULTATS_CONJUNTS_GS3_X”. 
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CAPÍTOL 4. CONFIGURACIÓ DE GS3 
 
Aquest capítol està destinat a analitzar el impacte de determinats paràmetres 
en la auto configuració d’una xarxa de nodes amb GS3. Aquest impacte es 
traduirà en el número d’iteracions necessari per a configurar la xarxa, els 
missatges enviats, els missatges rebuts i processats, els missatges rebuts i no 
processats. Els paràmetres examinats són: la densitat de nodes, la mida de 
l’àrea de simulació, la posició de H0 i els valors de R i Rt. A través d’aquests 
valors ens podem fer una idea del que pot trigar aquest algoritme en configurar 
tota la xarxa. 
 
En el primer apartat es troba l’anàlisi de les iteracions i posteriorment l’anàlisi 
dels missatges enviats, missatges rebuts i processats i missatges rebuts i no 
processats. La importància d’aquests missatges deriva sobretot en el fet de que 
com més missatges de cada tipus rebi o envií un sensor, més bateria 
consumirà. 
 
En tots els gràfics de densitat variable s’han agafat valors superiors a 350 
nodes, per tal d’assegurar amb GS3.una connectivitat superior al 90%. Aquest 
valor s’ha obtingut en mitjançant un estudi de la connectivitat que ofereix GS3 





Segons la densitat de nodes que hi hagi en el sistema aquest pot trigar més o 
menys iteracions en configurar-se. En un sistema amb densitat baixa (<350 
nodes) pot ser que hi hagi caps que quedin sense escollir-se i els caps que 
haurien d’haver estat escollits per aquesta capa són escollits per altres caps. 
En cas de que el cap que selecciona finalment el cap sigui d’una banda cel·lular 
diferent al cap que li tocava escollir-los, pot ser que la configuració de la xarxa 
es retardi i necessiti de més iteracions. Per a entendre millor aquest concepte, 





Fig.4.1 Exemple de configuració ideal sense espais buits 
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Fig.4.2 Exemple de configuració ideal amb espais buits 
 
 
En la Fig.4.1 es troba un exemple de elecció de caps on no hi ha espais i per 
tant sempre es pot escollir un cap. En aquest cas les iteracions que faran falta 
seran 15, ja que per arribar des de H0  a la última corona (H5X) fan falta 5 salts 
( per exemple, de H0 a H12, de H12 a H22, de H22 a H33, de H33 a H43 i de 
H43 a H54) on per a configurar cada unió entre caps fan falta 3 iteracions. La 
primera iteració on un cap envia una petició de resposta als nodes dins la seva 
cobertura, la segona on aquests últims responen i la tercera on el cap notifica 
quin és el resultat final de l’algoritme. Tot això suposant el cas ideal que s’ha 
comentat en capítols anteriors: enllaç ràdio ideal i MAC ideal sense col·lisions. 
 
En la Fig.4.2 podem observar un exemple de configuració on hi ha un espai 
sense sensors i en el que no es pot  escollir cap node com a cap. És per aquest 
motiu que un cop H44 selecciona H56 després de 15 iteracions en 5 salts H56 
segueix el procediment per a seleccionar H57, aquest per a seleccionar H46 i 
aquest per a fer-ho amb H47. D’aquesta manera s’han hagut de fer 3 salts i 9 
iteracions més per a seleccionar els nodes cap. 
 
Per això, en un sistema en el que la densitat de nodes permeti escollir tots els 
caps d’una corona x per caps d’una corona x-1 i en el que cap cap de  una 
corona sigui escollit per un node de la mateixa corona o una corona superior, el 
número de iteracions serà igual al número de corones sense contar H0 per 3. 
Si per algun motiu un cap d’una corona es escollit per un cap de la seva 
mateixa corona o d’una corona superior, és possible que el nombre de 
iteracions augmenti. 
 
Seguint  amb exemples anteriors,  amb valors de dimensió de 100X100, radi R 
= 10, radi Rt = 1 i densitat variable podem veure en el gràfic següent com el fet 
comentat anteriorment fa que per a densitats “petites” GS3 trigui més a 
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Fig.4.3 Iteracions per a la configuració 
 
 
La barra vermella indica el valor màxim i mínim que ha pres en les proves el 
valor de la iteració. El mínim mai baixarà de 15 iteracions en aquest cas, ja que 
són el mínim d’iteracions que fan falta per a configurar el sistema amb els 
paràmetres estipulats anteriorment. A partir de la Fig.4.1 s’observa com hi ha 
cinc corones de nodes H1x, H2x, H3x, H4x i H5x . Com es pot observar, com 
més gran és la densitat de nodes menys valor agafa el màxim i més pròxima de 
les 15 iteracions està la mitja (línia blava). Això és degut al factor explicat 
abans, a més densitat més probabilitat d’èxit en la cerca d’un cap. 
 
 
4.2. Missatges enviats 
 
S’han realitzat dos estudis per analitzar el comportament dels missatges 
enviats pels sensors. En un primer estudi s’ha analitzat el comportament dels 
missatges en funció de la dimensió, treballant amb una densitat de nodes que 
asseguri un valor pròxim al 100% de connectivitat. En el segon estudi, s’ha 
analitzat el comportament en funció de la densitat. 
 
El primer estudi s’ha realitzat amb uns valors de radi R = 10, radi Rt = 1, 
densitat de nodes = 800 i dimensió variables, fent 5 repeticions per a cada 
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Fig.4.5 Missatges enviats per sensor en funció de la dimensió 
 
 
Com s’observa en el gràfic Fig.4.4 els missatges enviats augmenten en funció 
de la dimensió, a més dimensió més missatges. És lògic ja que mantenint la 
densitat constant al augmentar la dimensió augmentem el nombre de nodes a 
configurar. Cal destacar que per als primers valors de dimensions (de 10x10 a 
90x90) no és lineal, si no que té més aviat un comportament exponencial, un 
cop arribat a les àrees més grans el creixement és totalment. 
 
En el gràfic Fig.4.5 s’observa quina és la mitja de missatges que ha d’enviar 
cada sensor per tal de configurar la xarxa. S’observa com amb un número petit 
de nodes, equivalent a àrees petites, s’envien pocs missatges de mitja, ja que 
la selecció de caps de cèl·lules és molt petit. Per exemple en el cas d’una 
dimensió de 10x10 (68 nodes) i de 20x20 (272 nodes), el cap seleccionat ha 
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un cap (l’H0) que els hi ha respost a tots conforme quedaven associats a ell. 
Això fa que la mitja en aquests dos casos sigui poc més de 1 missatge per 
sensor. A partir d’aquests valors el número de missatges augmenta amb el 
nombre de sensors. S’observen dues baixades en la mitja de missatges enviats 
en les dimensions 80x80 i 100x100. Això és degut també al comentat 
anteriorment. En 70x70 el nombre de caps és igual que en 80x80 i als caps 
dels extrems de la dimensió hi queden associats nodes que només responen 
amb un missatge. Aquests nodes fan que la mitja de missatges  baixi 
ostensiblement. En la dimensió 150x150 també ocorre un procés similar, però 
la diferència no és tan perceptible, ja que ara la relació de nodes que només 
envien un missatge amb la de nodes que n’envien més és més petita. Podem 
veure com a mesura que augmenta la dimensió el valor dels missatges enviats 
per sensor s’estabilitza al voltant dels 2,5. 
 
En el segon estudi s’ha treballat amb una dimensió fixa de 100x100 un radi R = 
10, un radi Rt = 1 i densitat variable. Fent 10 simulacions per a cada 
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En aquest segon estudi s’observa com a partir de les densitats que asseguren 
una alta connectivitat del sistema (densitats superiors a 350 nodes) el 
creixement del número total de missatges enviats és lineal (veure Fig.4.6) i que 
a més densitat més missatges per sensor calen per a configurar la xarxa (veure 
Fig.4.7), tot i que el valor és constant i es manté entre 2 i 2,5 missatges. 
 
Cal remarcar que el número de missatges enviat per un node cap o per un 
node no cap és similar i que aquest paràmetre no provoca colls d’ampolla en la 
configuració de la xarxa, ja que cap node pateix una sobrecàrrega. Durant el 
procés de selecció primer un cap envia un missatge per a localitzar els nodes 
pròxims, aquests responen amb un altre missatge i finalment el cap envia la 
informació amb els nous caps seleccionats. La mitja és similar degut a que els 
nodes que queden associats a un cap responen als missatges de altres caps. 
 
 
4.3. Missatges rebuts i processats 
 
Amb uns valors d’una dimensió de 100x100, un radi R = 10, un radi Rt  = 1 i 
una densitat variable s’ha fet un estudi del número mig de missatges que un 
sensor rep i processa per tal de configurar-se correctament dins el sistema. Els 





Fig.4.8 Missatges rebuts i processats pels nodes no cap 
 
 
En el gràfic Fig.4.8 es pot observar com l’augment de la densitat de nodes 
provoca que la mitja de missatges rebuts i processats pels sensors no caps 
augmenti. Però cal tenir en compte que els nodes caps son els nodes que més 
missatges reben i processen i per això es mostra a continuació un estudi amb 
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Fig.4.9 Missatges rebuts i processats pels caps 
 
 
Com es pot observar en el gràfic Fig.4.9 el número mig de missatges que 
necessita processar un cap per a configurar la xarxa és molt més elevat que no 
pas el número mig de missatges que necessita processar de mitja un sensor no 
cap (Fig.4.8). Aquest fet pot provocar un coll d’ampolla en aquests sensors, a 
més d’un major consum en la bateria. 
 
4.3. Missatges rebuts i no processats 
 
Durant la configuració de la xarxa un node rep un nombre elevat de missatges 
que no van dirigits a ells i que estan enviats per  nodes dins la seva cobertura. 
Aquests missatges a la realitat ralentitzen el procés de configuració, ja que 
ocupen el medi. A més, com amb els missatges anteriors provoquen més 
consum de bateria. Amb uns valors iguals als del apartat anterior (dimensió de 
100x100, radi R = 10, radi Rt = 1 i densitat variable), s’han obtingut els 






























































Fig.4.11 Missatges rebuts i no processats per cap 
 
 
Com s’observa en el gràfic Fig.4.10 el nombre de missatges que un node rep i 
no processa és molt elevat. El gràfic Fig.4.11 permet veure com ara són els 
nodes caps els qui reben menys missatges que no cal processar, però la 
diferència de missatges no processats entre un node cap i un node no cap es 
contraresta amb la diferència entre missatges processats.  
 
 
4.3. Paràmetres R i Rt 
 
Per a comprovar quines variacions provoquen a la hora de la auto configuració 
els valors del radi R i el del radi Rt s’ha optat per fer simulacions a partir d’un 
mateix conjunt de nodes i amb la posició d’H0 fixa per a totes les simulacions. 
 
Així doncs, s’ha optat per, dins una dimensió de 80x80 encabir-hi 11500 nodes 
i fixar el node H0 en la posició [5,5]. S’han fet 6 simulacions, 3 amb el radi R = 
10 unitats i els valors de Rt amb valors de 0.5, 0.75 i 1 unitat, i 3 amb el radi R = 
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Taula 4.1. Resultats paràmetres R i Rt 
 
 
R = 10           
Rt = 0.5          
R = 10          
Rt = 0.75          
R = 10          
Rt = 1          
R = 10          
Rt = 2       
R = 20        
Rt  = 1          
R = 20           
Rt  = 1.5          
R = 20           
Rt = 2         
Densitat de nodes 1893,65 1998,48 2106,13 2564,96 7577,62 7996,93 8427,53 
Densitat de nodes 
dins Rt 1,41 3,18 5,64 22,58 5,64 12,70 22,58 
Nº caps ideals 26 26 26 26 8 8 8 
Nº caps 
seleccionats 22 26 26 26 8 8 8 
Nº missatges total 
enviats 22739 27537 28391 32234 24473 25215 25968 
Nº iteracions 24 21 21 21 12 12 12 
Nº missatges 
rebuts i processats 
per un node no 
cap 
2,6 2,94 3,08 3,7 2,79 2,9 3,03 
Número missatges 
rebuts i processats 
per un cap 
1022,5 1112,8 1146,5 1195,8 3060 3152,75 3246,9 
Nº de missatges 
rebuts i no 
processats per un 
node no cap 
3105,6 3975,06 4296,16 5782,6 10682,57 11446,8 12239,75 
Nº de missatges 
rebuts i no 
processats per cap 
2083 2865 3151,74 4590,5 7625,3 8297,1 9885,8 
 
 
Observant els resultats obtinguts es pot veure com la principal diferència entre 
agafar un valor de radi R o un altre és l’important augment del número de 
missatges rebuts a processar i rebuts a no processar que reben els nodes 
caps, en ambdós cassos els valors es tripliquen conforme es duplica el radi R. 
Això és degut a que conforme es duplica el radi R i agafant el mateix % de R 
per al valor de radi Rt el nombre de veïns per cap es multiplica per un factor 
quatre .   
 
Pel que fa la resta de nodes no caps, es pot observar com la diferència de 
missatges a processar entre un valor de R o altre és mínima, però en canvi si 
augmenta, també amb un factor de 3, el número de missatges rebuts i no 
processats. Això, com abans, és degut a l’augment de nodes veïns. 
 
En quant als valors de missatges enviats, es pot afirmar que com més gran el 
radi R menys missatges s’envien. Això succeeix degut a que hi ha menys 
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nodes que en estant associats a un cap canviïn de cap per trobar-ne un de 
millor.  
 
L’augment de R significa però, una disminució en les iteracions que fan falta 
per a configurar la xara. Això pot ser important, però sempre valorant-ho 
conjunt amb les dades de tots els tipus de missatges. 
 
Buscant quin és el comportament en funció del canvi de Rt es pot observar que 
amb un valor de radi Rt  = 0,5 i radi R = 10 s’han seleccionat 22 caps en 
comptes dels 26 màxims que es podien seleccionar. Quant dins el radi Rt hi ha 
una densitat menor a 2 nodes comença a haver-hi problemes per a seleccionar 
tots els caps. 
 
Analitzant més diferències, es pot observar com augmenten el número de 
missatges enviats, el número de missatges rebuts i processats i rebuts i no 
processats, tant per als nodes caps com per a la resta de nodes. 
 
D’aquest anàlisi se’n poden treure varies conclusions: 
 
- Conforme augmenta R augmenta el nombre mig de missatges que un 
node rep tant si els processa com si no. 
 
- Amb l’augment de R disminueix el nombre de missatges enviats i les 
iteracions. 
 
- La disminució del radi Rt pot comportar un augment en les iteracions i en 
els missatges enviats. 
 
A nivell d’aplicació pràctica, caldrà analitzar els valors de temps d’una iteració, 
temps de processat i descart de missatges per part dels nodes per tal d’escollir 
un valor o altre de R. Rt podrà ser escollit en funció de la previsió de densitat de 
sensors podent escollir un valor menor com més alta sigui la densitat. A nivell 
d’encaminament, sigui quin sigui l’encaminament escollit, un radi R major 
permetrà reduir-ne els salts entre nodes, però la taula d’encaminament dels 
nodes caps serà més gran i per tant el temps de processat de missatges serà 
més elevat. Segons les característiques de la xarxa (densitat, dimensió...),  la 
capacitat dels sensors (potència màxima emissió,  temps processat...) i l’entorn 
es podrà escollir entre uns valors o altres de R i Rt. 
 
 
4.4. Posició H0 
 
Per a la configuració de la xarxa el fet de que H0 estigui en una posició o una 
altre pot afectar de diferents maneres a la auto configuració: 
 
- Si H0 està pròxim a un costat dels marges del límit de la simulació, 
aquest podria tenir problemes a la hora de buscar els seus nodes veïns 
en densitats límit. Si H0 està col·locat de forma que pot buscar els seus 6 
veïns les possibilitats d’èxit de configurar la xarxa augmenten, no pas si 
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aquest està en un costat on només en podria buscar 3 o en cas d’estar 
en una cantonada 2. Així doncs, la posició de 
important a la hora de la expansió de GS
sistema millor. 
 
S’han realitzat simulacions per a demostrar aquest fet. Dins una dimensió de 
70x70, amb un radi R = 10, 
H0 s’ha variat en antre els cassos de tal forma que tots dos tenien com a caps 
a buscar els mateixos caps. la pos








S’observa a Fig.4.12 com a densitats petites (en aquest
selecció de caps és menor quan 
densitat de nodes augmenta (a partir de 550 nodes) les probabilitats d’èxit ja no 
depenen de la posició de H0 ja que la expansió de l’algoritme està pràcticament 
assegurada. 
Un fet curiós és que per als valors majors a 550 nodes de densitat, on ambdós 
cassos tenen el mateix comportament gairebé mai s’assoleix la total selecció 
de caps. En aquest cas el número màxim de caps elegibles és de 20. Aquest 
valor només s’ha assolit en 4 cops en les 100 simulacions que s’han fet per a 
valors majors a 550 nodes de densitat. Això, però, no és problema per a que la 
connectivitat en aquests valors sigui molt pròxim, ja que com s’analitzarà en 
l’apartat dedicat a la connectivitat, la 
nodes dins el seu hexàgon puguin associar
nodes que hagin quedat en àrees on no s’hagi escollit un cap és possible que 






























H0 esdevé un factor 
3
 i com més centrat estigui en el 
Rt = 1 i variant la densitat de nodes. La posició de 
ició de H0 a al cantonada ha sigut la [3,3] i al 
 Selecció de caps segons la posició H0 
 cas 350 i 450) la 
H0 està en una cantonada, però quan la 
no elecció d’un cap no impedeix que els 
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A conseqüència de la dismi
es remarcable veure com per a densitats on la connectivitat supera el 80% al 




Fig.4.13 Variació connectivitat segons pos
 
 
- També convé que 
nombre d’iteracions que faran falta per a configurar el sistema. Per 
exemple en un sistema amb 
cel·lulars (contant 
haver-hi 9 bandes cel·lulars i a nivell d’iteracions es veurien 
augmentades. En l’exemple es passaria de 12 a 24 iteracions 
necessàries. Seguint amb un altre exemple gràfic, on H indica head, 
el primer número el número d’anella on es
























Implementació en un simulador d’un algoritme d’auto configuració 
nució de la elecció de caps degut a la posició de 
H0 en una cantonada:
ició de H0
H0 estigui el més centrat possible per reduir el 
H0 al centre on hi haguessin 5 bandes 
H0), si H0 estigués en una cantonada passaria a 
tà la cel·la  i el segon 
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Fig.4.15 H0 no centrat 
 
 
Comparant els dos gràfics Fig.4.14 i Fig.4.15 podem veure com en el 
primer l’anella màxima de cel·les que es selecciona és la 4 (cel·les 
H41 i H42) mentre que amb la mateixa estructura cel·lular per 
desplaçant l’H0 a una cantonada s’arriba fins a 7 anelles, en aquest 
cas formada només per el H71. Tenint en compte l’anàlisi de l’apartat 
4.1 i suposant el cas ideal on és possible seleccionar tots els caps, 
en el primer cas (Fig.4.13) caldrien 12 iteracions, en canvi per al 
segon cas en caldrien 21. 
 
- A nivell d’encaminament, i segons quin encaminament s’apliqui sobre 
GS3 també seria adient que H0 estigués el més centrat possible. No 
seria el cas al aplicar encaminament millor ruta, però si per cap comú. 
Com a mostra una comparativa d’encaminament GS3-cap comú i 
GS3-millor ruta. En el primer cas la posició d’H0 afecta, en canvi per a 
la segona no: 
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És per aquests tres factors que convé, a la hora de dissenyar una 
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Fig.4.16 GS3-cap comú 
 
 
Fig.4.17 GS3-millor ruta 
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CAPÍTOL 5. CONNECTIVITAT 
 
En aquest capìtol veurem quins han sigut els resultats obtinguts pel que fa a la 
connectivitat de GS3 i els 3 algoritmes amb els quals se’l compara (cluster_ 6_1 
i cluster_6_2). Aquest apartat està estructurat de forma que en el primer 
subapartat trobarem un estudi per saber quins són els percentatges de nodes 
màxims als quals podem donar connectivitat en funció de la densitat. 
Posteriorment trobem 4 subapartats on es detalla quina és la connectivitat per a 
cada un dels algoritmes. Finalment l’apartat es complementa amb una 
comparativa entre algoritmes. 
 
Els valors per al simulador han sigut d’una dimensió de 100x100 unitats, un radi 
R de 10 unitats i un radi Rt de 1 unitat. Tots els gràfics s’han obtingut a partir de 
10 simulacions per configuració. 
 
 
5.1. Connectivitat màxima 
 
A continuació trobem un estudi de quin és el percentatge màxim de 
connectivitat que es pot donar en un sistema sigui quin sigui l’algoritme aplicat. 
En el següent gràfic s’indica quina és la mitja de connectivitat que es pot donar 
en funció de la densitat, i qualsevol algoritme aplicat amb aquests densitats no 
podrà sobrepassar de mitja els valors que s’hi poden veure. El valor de la 
densitat indica la densitat de nodes dins el radi de cobertura d’un node. Aquest 
valor ve marcat per GS3 com a: 
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Els nodes poden quedar sense connectivitat degut a dues qüestions, bé sigui 
per que no tenen veïns o bé per que els veïns que tenen no tenen accés al 
node H0. 
 
Com s’observa en el gràfic Fig.5.1. a partir de 5 nodes de densitat dins el radi 
de connectivitat es podria donar connectivitat a un 80% dels nodes i a partir de 
9 nodes la connectivitat màxima seria pròxima al 100% dels nodes. 
 
Podem analitzar el gràfic de forma inversa, i veure quin és el percentatge de 






Fig.5.2 Nodes màxims sense connectivitat 
 
 
5.2. Connectivitat GS3 
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GS3 presenta una connectivitat molt baixa per a densitats menors de 100 nodes 
dins el radi de connectivitat, a partir d’aquest valor la connectivitat augmenta 
fins arribar a uns nivells a densitats majors a 350 nodes, on ja s’assegura una 
connectivitat del 80% del sistema a cobrir. Amb valors superiors a 500 nodes 
de densitat la connectivitat que ofereix ja és gairebé del 100%. 
 
Comparat amb la connectivitat màxima s’observa com no s’aprofita la capacitat 
de connectivitat màxima fins a altes densitats de nodes. A continuació es 
mostren dues gràfiques de percentatges de nodes sense connectivitat per 










Fig.5.5 Nodes fora connectivitat degut a GS3 
 
 
En el gràfic Fig.5.4 s’observa quina és el percentatge de nodes que queden 
sense connectivitat en funció de la densitat de nodes. El gràfic és la inversa al 
gràfic de connectivitat  Fig.5.3. El gràfic Fig.5.5 permet observar quina és la 
influència de GS3 en la manca de connectivitat per a segons quines densitats. 
Així, doncs, es veu clarament com a densitats de 5 a 100 nodes, on segons la 
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aquest factor i ofereix una connectivitat molt baixa. És a partir de densitats 
superiors als 350 nodes on GS3 ofereix bons resultats a nivell de connectivitat, i 
que a partir dels 450 els valors de connectivitat ja s’aproximen al 100%. 
 
El factor que provoca que un node pugui quedar fora de cobertura és el fet que 
dins el seu radi de cobertura no hi hagi cap node seleccionat com a cap de 
cel·la. Un node que no tingui cap cap dins el seu radi quedarà inevitablement 
sense connectivitat. Com la selecció d’un node cap depèn bàsicament del radi 
Rt i Rt pot prendre, per conveni, un valor màxim del 10% de R es pot calcular 
quin és el valor de nodes mig que es necessita dins Rt per tal de obtenir una 
alta configuració de la xarxa. Tenint en compte el gràfic Fig.5.5, es pot afirmar 
que a partir de 350 nodes de densitat dins el radi de cobertura s’assegura més 
d’un 80% de connectivitat. Agafant això com a referència, podem calcular 




























Com es pot comprovar amb els càlculs, per a assegurar una connectivitat de 
més del 80% es necessita aproximadament un node dins Rt. Això quadra amb 
el que diu el document de GS3 que assumeix que hi ha un node dins Rt amb 
molta probabilitat. 
 
Cal remarcar una característica de GS3 que fa que la connectivitat no 
disminueixi en aquelles densitats on no s’assegura al 100% la elecció de caps: 
 
El fet de que en la posició d’un cap ideal no s’hagi seleccionat cap cap, no vol 
dir que els nodes pròxims hagin de quedar fora de cobertura de forma 
obligatòria. Es pot donar el cas de que amb només tres caps adjacents es doni 
cobertura a tot l’hexàgon que ha quedat lliure per falta d’un node cap. Un 





Fig.5.6 Mitja exemple zona sense caps  
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S’observa com en el centre de la estructura no hi ha un node cap seleccionat i 
per tant l’hexàgon no hi és. Dels seus 6 caps veïns només se n’han seleccionat 
3 no contigus entre ells  (hexàgons vermells). Això fa que amb el radi de 
cobertura (cercles verds) que té cadascun d’ells es pugui donar connectivitat a 
tols els nodes que estiguin dins la que hauria de ser una altre estructura 
cel·lular. Un sol cap pot donar una cobertura a gairebé un 50% de l’espai d’un 
hexàgon on no s’hagi seleccionat un node cap. 
 
 
5.3. Connectivitat cluster_6_1 
 
Seguidament trobem els gràfics de connectivitat (Fig.5.10), nodes sense 
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Fig.5.12 Nodes sense connectivitat degut a cluster_6_1 
 
 
La connectivitat que ofereix (Fig.5.10) és molt similar a la que màxima, ja que 
cluster_6_1 provoca poc percentatge (menor a l’1%) de nodes sense 
connectivitat i només en determinades densitats petites (Fig.5.12). Això és 
degut a les taules de veinatge que es configuren a densitats baixes. Per tant, si 
parlem de connectivitat, ambdós son similars. 
 
El factor que provoca la manca de connectivitat per part d’algun node és el fet 
de que aquest node no hagi estat seleccionat per cap node dins el seu grup de 
6 nodes més pròxim. Un node que no hagi estat escollit quedarà sense 
connectivitat tot i tenir veïns pròxims. Aquest fet es redueix fins a extingir-se, ja 
que amb altes densitats la probabilitat de que un node no sigui escollit dins el 
grup de 6 nodes més pròxim de algun node dins la seva cobertura és mínima. 
 
 
5.4. Connectivitat cluster_6_2 
 
A continuació es mostren els gràfics de connectivitat (Fig.5.13), nodes sense 
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Fig.5.15 Nodes sense connectivitat degut a cluster_6_2 
 
 
Cluster_6_2 ofereix una elevada connectivitat als nodes (Fig.5.13), a més la 
seva afecció en el sistema és mínima, i són pocs els nodes que queden sense 
connectivitat degut a aquest algoritme (Fig.5.15). Per les densitats on més 
afecció a provocat no ha arribat al 6%. Per tant aquest algoritme també està a 
l’alçada de cluster_6_1 pel que respecte a connectivitat. 
 
Com en el cas de cluster_6_1, la probabilitat de que un node quedi fora de 
connectivitat es redueix conforme augmenta la densitat de nodes. La 
probabilitat de no ser escollit dins el grup de 6 nodes més pròxims d’un altre 
disminueix conforme augmenta la densitat. A densitats petites el % de nodes 
sense connectivitat és més alt que amb cluster_6_1 degut a que pot donar-se 
el cas de que el node que hauria d’haver seleccionat aquest node ja hagi estat 
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5.5. Conclusions 
 
Analitzant les capacitats de connectivitat dels 4 sistemes podem assegurar que 
GS3 és un mal algoritme per a densitats inferiors a 350 nodes dins el radi de 
connectivitat, i que tant cluster_6_1 com cluster_6_2 ofereixen una elevada 
connectivitat en totes les densitats i que l’afecció que provoquen en els nodes 
que queden sense connectivitat és gairebé nul·la per a cluster_6_1 (Fig.5.12) i 
cluster_6_2(Fig.5.15). 
 
Tenint en compte els factors anteriors, GS3 es descarta per a densitats inferiors 
a 350 nodes. Pel que fa a cluster_6_1 i cluster_6_2, en densitats inferiors a 350 
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CAPÍTOL 6. ENCAMINAMENT 
 
En aquest capítol es compararà l’efectivitat de l’encaminament, mesurada en 
nobre de salts,  de les  quatre propostes:  GS3, Dijkstra, Dijkstra sobre cluster_ 
6_1 i Dijkstra sobre cluster_6_2. Aquest factor també esdevé clau a la hora de 
decidir-nos per un o altre algoritme, en funció de l’escenari previst i de les 
prestacions que es vulgui tenir en ell (ràpida auto configuració, millor 
encaminament, màxima connectivitat...). 
 
En tots els casos les dades d’encaminament s’han obtingut a partir de provar 
quants salts necessita cada node per arribar a la resta de nodes i a partir 
d’aquí, fent la mitja  . 
 
El capítol està dividit en dues parts: encaminament per a densitats baixes i 
encaminament  per a densitats altes. Considerarem densitats baixes les 
densitats menors de 350 nodes dins el radi de connectivitat, densitats per a les 
quals GS3 no assegura en cap cas més d’un 80% de connectivitat, com s’ha 
estudiat en el capítol 5. És per aquest factor que GS3 no està inclòs en aquest 
primer apartat i l’estudi queda relegat als algoritmes Dijkstra, cluster_6_1 i 
cluster_6_2. En la segona part ja trobem inclòs GS3 que es compara amb els 
altres 3 algoritmes. Cal dir, que el concepte de densitat baixa per densitats 
menors a 350 nodes és molt relatiu, ja que una densitat de 350 nodes és una 
densitat força elevada. Si el aquest projecte s’interpreta com a baixa densitat és 
perquè no és suficient per aconseguir que GS3 ofereixi una bona connectivitat. 
 
Abans de procedir amb la presentació dels resultats obtinguts per a densitats 
altes i baixes, es farà un petit estudi de quin és pitjor cas utilitzant Dijkstra. 
Aquest valor ens servirà de cota superior d’aquesta solució que sempre serà la 




6.1. Pitjor cas utilizants Dijkstra 
 
A partir de la dimensió es pot obtenir la distància màxima entre dos nodes, que 
serà aquella en la que dos nodes estiguin en cantonades oposades (veure Fig. 
6.1). Així, a partir de la dimensió es calcula la diagonal del rectangle i dividint 
aquest valor entre el valor de cobertura s’obté el nombre màxim de salts entre 
nodes. A continuació es presentat un exemple del càlcul per una  àrea de 
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Fig 6.1. Distància màxima entre nodes 
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Com de node a node no es poden fer 1,46 salts si no que ha de ser un número 
rodó s’arrodoneix cap al número més alt, en aquest cas 2. 
 
Repetint aquest procés per diferents dimensions tenim els resultats de la Taula 
6.1. Cal tenir en compte que aquesta taula és només d’ajuda i que pot variar, 
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6.1. Encaminament a densitats baixes 
 
Tenint en compte que es descarta GS3 per a densitats menors de 350 nodes 
dins el radi de connectivitat s’han realitzat 2 tipus de simulacions diferents amb 
els altres 3 algoritmes. En el primer s’ha realitzat un estudi en funció de la 
densitat, fixant la resta de paràmetres i en el segon, amb diferents densitats 
s’han fet simulacions on el paràmetre que varia és la dimensió. Cal comentar 
que en la majoria de simulacions s’han realitzat 10 repeticions, excepte en 
aquelles on la simulació durava molt, degut a la gran quantitat de nodes amb 
els que es treballava, fet que provoca un temps de processat molt elevat. Tot i 
això els resultats d’aquestes simulacions es poden considerar igualment vàlids, 




6.1.1 Estudi segons la densitat 
 
Partint d’una dimensió de 100x100 unitats, un radi R = 10 i un radi R_t = 1, s’ha 
variat la densitat per a veure quina era la resposta de cada un dels 3 algoritmes 





Fig.6.2 Nombre mig de salts 
 
Com es pot veure clarament en el gràfic Fig.6.2 per als paràmetres estipulats 
per a la simulació fins a densitats de 5 nodes dins el radi de connectivitat la 
resposta dels tres algoritmes pel que fa a nombre mig de salts és pràcticament 
igual i és a partir d’aquests valor o es comencen a veure diferències. Dijkstra es 
manté constant al llarg de tot l’estudi i el nombre de salts mig es manté 
constant, en canvi cluster_6_1 i cluster_6_2 tenen comportaments diferents. 
Com s’observa a mesura que augmenta la densitat de nodes augmenta la 
diferència entre el nombre de salts mig per cluster_6_2 i cluster_6_1. Conforme 
augmenta la densitat cluster_6_2 ofereix millors valors que cluster_6_1. Una 
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cluster_6_2 respecte Dijkstra és el següent gràfic on es mostra la relació 





En la figura Fig.6.3 es pot veure quina és la relació i per tant quin és el factor 
incremental en el nombre de salts que aporten cluster_6_1 i cluster_6_2 
respecte de Dijkstra. Es pot veure com a densitats baixes la relació és 
pràcticament de 1 i com amb l’augment de la densitat augmenta també la 
relació dels dos algoritmes respecte de Dijkstra. La tendència del creixement de 
salts de cluster_6_1 respecte cluster
cluster_6_1 aplica un factor multiplicador a la mitja de Dijkstra més elevat.
 
Un factor a tenir en compte és el de la dispersió que pot prendre la mitja de 
salts en cada un dels cassos. Per entendre aquest factor s’ha real
on es marca el rang de valors que pot prendre la mitja de salts en cada un dels 





























itzat un gràfic 
cluster_6_1
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Fig.6.4 Marge de valors 
 
 
Com s’observa en el gràfic Fig.6.4 la dispersió per a valors menors a densitats 
de 15 nodes és similar i un cop es supera aquesta densitat, Dijkstra té una 
dispersió gairebé nul·la i en cada repetició de la simulació ofereix pràcticament 
els mateixos resultats. En canvi cluster_6_1 i cluster_6_2 segueixen mantenint 
una petita dispersió en els valors, pràcticament idèntica entre ambdós casos. 
 
 
6.1.2 Estudi segons la dimensió 
 
En aquest apartat s’ha realitzat un estudi on amb diferents densitats s’ha variat 
la dimensió de làrea de simulació per veure quins eren els resultats. S’ha 
treballat amb cobertures majors de 6 nodes i fins a 150 nodes, on la tendència 
ja és evident. S’ha escollit un valor de 6 nodes ja que segons l’estudi anterior 
és on es comencen a veure diferències entre els 3 algoritmes. 
 
Així doncs, amb un radi R = 10 i un radi R_t = 1, els gràfics obtinguts, també 
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A través de les gràfiques Fig.6.5 i Fig.6.6 s’observa el que s’ha comentat en 
l’apartat anterior, on a densitats molt baixes, en aquest cas de 6 nodes, els tres 
algoritmes tenen un comportament similar, tot i que com es comprova a mida 
que s’augmenta la dimensió on s’ubica els n
ofereix un encaminament amb una mitja de salts menor. Observant la Fig.6.5 
es comprova com a mida que augmenta la dimensió els valors màxims de 
































Relació clusters/Dijkstra densitat = 6 
 
 
odes Dijkstra pren avantatge i 
 
 



















Amb els gràfics Fig.6.8 i Fig.6.9 ja es comença a veure la tendència entre els 
tres encaminaments. Com sempre
canvi ja es percep una mínima diferència entre cluster_6_1 i cluster_6_2, en 
benefici d’aquest últim. La dispersió de dades disminueix a mesura que 
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6.9 Marge de valors densitat = 10 
 
 
Relació clusters/Dijkstra densitat = 10 
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Fig.6.13 
A través dels gràfics anteriors i els comentat anteriorment es pot observar que 
la tendència segueix clara, on cluster_6_2 ofereix un millor rendiment si tenim 
en compte el nombre de salts entre nodes que no pas cluster_6_1. La dispersió 
de les dades es molt estable, tot i que també afavoreix a cluster_6_2, conforme 
s’augmenta la densitat, menys s’allunyen els valors de les simulacions del valor 
mig. 
 
Com s’observa en tots 
Fig.6.11) per a una mateixa densitat (en aquest cas 150) conforme augmenta 
l’àrea de simulació augmenta també el nombre mig de salts.
 
Un altre factor a tenir en compte és que conforme augmenta la densitat
nodes el nombre mig de salts en cluster_6_1 i cluster_6_2 augmenta, mentre 
que en Dijkstra disminueix. Amb la següent taula es fa evident aquest fet:
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Relació clusters/Dijkstra densitat = 150 
 
 
els gràfics en funció de la dimensió (per exemple 
 
 
número de salts mig 
 Dijkstra cluster_6_1 cluster_6_2 
7,66 10,66 10,06 
6,84 13,90 12,52 
6,58 17,03 14,76 
6,47 19,00 16,77 
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Per a la taula s’han agafat com a exemple els valors per a una dimensió de 
200x200, però es un fet que es repeteix sigui quina sigui la dimensió. 
 
Analitzant els gràfics anteriors sembla que cluster_6_1 i cluster_6_2 mantinguin 
tota la estona la mateixa diferència de salts per a la mateixa dimensió, però 
això no és cert. A continuació es mostra una taula amb els valors que han pres 
per a diferents densitats en la mateixa dimensió (200x200): 
 
 
Taula 6.3. Comparativa de la diferència de salts entre cluster_6_1 i cluster_6_2 
 
 
número de salts mig 
densitat cluster_6_1 cluster_6_2 diferència 
10 10,66 10,06 0,6 
20 13,90 12,52 1,38 
30 17,03 14,76 2,27 
40 19,00 16,77 2,23 
150 36,56 30,09 6,47 
 
 
A través de la taula 6.3 es pot veure com la diferència entre la mitja de 
cluster_6_1 i cluster_6_2 augmenta amb l’augment de la densitat, tot i que a 
densitats pròximes es pot donar el cas de que això no succeeixi, com és el cas 
comparant densitat de 30 i 40 nodes. Però per norma general el creixement de 
la diferència augmenta amb el increment de la densitat. 
 
Per a veure més gràfics veure Annexe II.1. 
 
 
6.1.3 Conclusions encaminament a densitats baixes 
 
A partir dels dos estudis anteriors es poden arribar a conclusions que poden ser 
de gran ajuda a la hora d’escollir entre un o altre algoritme. 
 
 És evident que Dijkstra té un comportament més eficaç a nivell de salts que no 
pas els altres dos algoritmes. Dijkstra, com s’ha comentat, és el millor 
encaminament possible, i s’utilitza en aquest TFC com a referència per a 
l’estudi de la resta d’algoritmes. Com més s’acosti un algoritme als resultats de 
Dijkstra, més bó serà aquest algoritme a nivell d’encaminament. Amb densitat 
de 6 nodes (Fig.5.6) s’observa com fins a una dimensió de 150x150 els tres 
algoritmes ofereixen el mateix nombre mig de salts, amb densitats de 10 
(Fig.6.8) nodes succeeix el mateix fins a una dimensions menors de 50x50. A 
partir d’una densitat de 30 nodes (veure annexe II) es pot considerar que 
Dijkstra ofereix sempre un nombre mig menor. 
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Així doncs, es pot afirmar que per a densitats petites (menors a 10 nodes) 
Dijkstra sobre cluster_6_1 i cluster_6_2 tindran el mateix comportament ja que 
les taules de veïnatge seran pràcticament iguals. A més aquests valors seran 
també iguals a Dijkstra on els veïns seran pràcticament els mateixos en els 3 
algoritmes..  
 
Per a valors superiors a 10 nodes de densitat, cluster_6_1 i cluster_6_2 es 
comporten de manera lleugerament diferent. Comparant ambdós algoritmes es 
fa perceptible que davant el dubte d’escollir entre un o altre, cluster_6_2 
sempre serà millor, ofereix menys mitja de salts i ambdós casos tenen taules 
d’encaminament de la mateixa mida. Les taules d’encaminament poden ser 
diferents però com cada node escull només pot tenir sis nodes a la taula de 
veïnatge la mida d’aquesta taula serà la mateixa per ambdós sistemes. 
 
Un aspecte a remarcar és que és lògic que al augmentar la densitat 
cluster_6_1 i cluster_6_2 vagin pitjor, ja que al haver-hi densitats més 
elevades, els veïns que s’escullen estan cada cop més pròxims i per tant per 
arribar a un node més llunyà caldran més salts. 
 
 
6.2. Encaminament a densitats altes 
 
En aquest apartat ja s’utilitzen els dos tipus d’encaminament proposats per a 
GS3 per a comparar-los amb els 3 encaminaments anteriors.  
 
Si bé en l’apartat anterior hem arribat als 350 nodes de densitat per a evaluar 
les prestacions a nivell d’encaminament dels 3 algoritmes, per a aquest apartat 
repetim aquest límit però ara com a límit inferior. Amb aquest valor s’assegura, 
com s’ha vist en l’apartat de connectivitat, més d’un 80% de connectivitat de 
nodes en la xarxa. 
 
Degut a la complexitat de treball del simulador i al temps que triga en fer les 
simulacions aquest cop s’han reduït totes les simulacions a 5 repeticions. Tot i 
això els resultats són igualment fiables i vàlids degut a que, com s’ha vist en 
l’apartat de densitats baixes, a més densitat més estables es tornen els 
algoritmes a nivell d’encaminament. Això mateix passa també amb els dos tipus 
d’encaminament proposats per a GS3, GS3-cap comú i GS3-millor ruta. 
 
En aquest apartat s’ha realitzat una prova per veure quin és el comportament 
de cada un dels 5 algoritmes aplicats en funció de les densitats. 
 
 
6.2.1 Estudi segons la densitat 
 
S’han realitzat varies proves, amb diferents dimensions s’ha variat la densitat 
per tal de veure quin era el comportament dels algoritmes. 
 
Amb una dimensió de 80x80, radi R = 10 i radi R_t = 1 s’han obtingut els 
següents resultats: 
 




Fig.6.14 Mitja de salts en funció de la densitat 
 
 
A través de la Fig.6.14 s’observa la tendència clara que s’ha vist amb densitats 
menors, on cluster_6_1 i cluster_6_2 segueixen augmentant la mitja de salts i 
Dijkstra es manté constant. Si es descarta cluster_6_1 i cluster_6_2 per a oferir 
ambdós cassos nombres mitjos de salts molt elevats respecte als altres tres 
algoritmes, podem observar més clarament el comportament d’aquest tres 
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Dijkstra ja no té variacions en els resultats ja que amb aquestes densitats tant 
elevades és capaç de trobar gairebé sempre una línia recta entre node i node, i 
tant el gràfic de mitja de salts (Fig.6.15 i Fig.6.18) com el de la dispersió de 
dades (Fig.6.16 i Fig.6.19) són molt constants. Pel que fa a GS
GS3-millor ruta, aquest últim o
menor, aproximadament d’un salt de mitja menys i una dispersió de valors 
també menor. 
 
Veient els gràfics Fig.6.17 i Fig.6.20 es pot notar com la relació GS
al cas de l’encaminament millor rut
superior a 2. Es pot afirmar que la distància no influeix en aquesta relació. 
 
Per a veure més gràfics veure l’annex II.2.
 
 
6.2.2 Conclusions encaminament a densitats altes
 
A partir de l’anàlisi anterior podem 
funcionament dels algoritmes proposats per a densitats superiors a 350 nodes
 
En cas de no voler elevar molt el nombre de salts mitjos que es produiran en la 
xarxa a la hora de enviar informació és evident que cal desca
cluster_6_2 ja que les mitges són molt elevades comparades amb els altres 
tres algoritmes. 
 
Quedant GS3-cap comú i GS
2 serà GS3-millor ruta. En comparació amb Dijkstra ofereix un compor
constant i amb una relació GS
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Fig.6.20 Relació GS3/Dijkstra 
 
fereix millors prestacions, té una mitja de salts 
a és constant i pren un valor mig una mica 
 
 
fer diverses valoracions respecte al 
rtar cluster_6_1 i 
3
-millor ruta, el millor encaminament possible dels 
3/Dijkstra en tots els casos molt proper a dos. Per 
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CONCLUSIONS 
 
La programació d’un simulador amb Visual C++  ha permès la realització d’un 
estudi sobre GS3 relatiu a com configura una xarxa, la connectivitat resultant de 
la seva aplicació o d’algunes solucions d’encaminament que en poden resultar. 
D’aquest estudi es poden destacar diferents punts importants com a 
conclusions. 
 
A nivell d’impacte ambiental una de les finalitats del TFC es deduir el consum 
energètic del sensors de manera indirecte, a partir de comptabilitzar els 
missatges que reben i els que envien segons l’escenari en el que apliquem 
l’algoritme d’auto configuració GS3. Així el simulador permet fer-se una idea 
d’aquest consum de bateries i veure si l’algoritme es més bo o des del punt de 
vista del seu consum de bateries. Un menor consum implica una vida més 
llarga per a la xarxa de sensors, n’augmenta la seva autonomia, i disminueix la 
producció de CO2 derivada de la recàrrega de les seves bateries o la fabricació 
de noves. Finalment, si un algoritme d’auto configuració és prou “lleuger” i l’ús 
de la xarxa que es fa no es molt intensiu es pot aspirar a que aquesta tingui 
una vida quasi infinitat utilitzant si és capaç d’aconseguir energia del seu 
entorn, mitjançant plaques fotovoltaiques, vibracions o recollida d’ones 
electromagnètiques. 
 
Pel que fa a la auto configuració de GS3 cal destacar l’alta densitat de nodes 
que necessita per a fer-ho de forma correcta. Entenent per forma correcta, que 
hi hagi un percentatge de nodes amb connectivitat superior al 80%. Això és un 
impediment important, ja que les densitats que necessita per a obtenir un alt 
percentatge d’èxit són densitats a les que en condicions normals és difícil 
arribar. Són densitats superiors als 350 nodes. A més, en densitats entre 350 i 
800 nodes el nombre d’iteracions es veu augmentat pel fet de no poder escollir 
tots els nodes cap. Pel que respecta als missatges necessaris per a realitzar 
aquest procés, remarcar que el nombre de missatges enviats per a configurar 
la xarxa és constant tant per als sensors cap com per als no cap. No passa el 
mateix amb els missatges rebuts i processats on si poden provocar un coll 
d’ampolla i un consum més elevat en els nodes caps. En canvi, per a la resta 
de sensors no caps, la mitja de missatges rebuts i no processats és més 
elevada, però el fet que jo calgui processar-los hauria de provocar un menor 
consum de bateria. Un factor que fa augmentar la mitja dels missatges és el 
radi R, a més valor més missatges envien i reben els nodes, però alhora menys 
iteracions calen per a configurar la xarxa. 
 
Tenint en compte el comentat, a nivell d’aplicació pràctica, un anàlisi dels valors 
de temps d’una iteració, del temps de processat i descarts de missatges serà 
clau a la hora d’escollir un valor de R o altre. Rt es podrà escollir en funció de la 
previsió de nodes, a més nodes, menys radi Rt caldrà. 
 
També s’ha vist com la posició d’H0 és per a la configuració i l’encaminament 
en la xarxa. Un posició de H0 apartada del centre provoca una disminució de 
les probabilitats d’èxit de configuració de la xarxa per a densitats menors a 450 
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nodes, així com un augment de salts en l’encaminament millor_cap i un 
augment del nombre d’iteracions. 
 
Pel que fa a la connectivitat destacar l’alta connectivitat que ofereixen 
cluster_6_1 i cluster_6_2 on arriben a un 100% d’èxit en gairebé en totes les 
densitats de nodes comparant-los amb el màxim de connectivitat possible que 
es pot aconseguir per una determinada distribució dels sensors. Cluster_6_1 
ofereix millors prestacions a nivell de connectivitat per a densitats més petites a 
350 nodes, tot i que la diferència amb cluster_6_2 és gairebé imperceptible. Per 
a densitats més grans de 350 nodes tant cluster_6_1, com cluster_6_2 
ofereixen una connectivitat del 100%. GS3 per a aquestes densitats ofereix més 
d’un 80% de connectivitat, aproximant-se al 100% per a densitats majors a 400 
nodes. Així doncs, GS3 es descarta per a densitats menors a 350 nodes. 
 
Pel que fa l’encaminament a densitats menors a 350 nodes, destacar que per a 
densitats més baixes de 10 nodes tant Dijkstra sobre cluster_6_1 com sobre 
cluster_6_2 ofereixen prestacions molt semblants. A més, estan molt properes 
al millor encaminament possible, Dijkstra. Per a densitats entre 10 i 350 nodes 
el millor encaminament entre els dos és cluster_6_2, tot i que conforme 
augmenta la densitat i la dimensió el seu comportament es distància molt del 
de Dijsktra, ja que a més nodes, més pròxims estaran els seus 6 veïns i més 
salts faran falta per arribar a aquells nodes més llunyans. 
 
Respecte a l’encaminament a densitats superiors a 350 nodes destacar que els 
dos algoritmes de cluster_6 tenen valors mitjos de salts molt elevats i que 
queden com a possibles implementacions GS3-millor_ruta i GS3-cap_comú. 
GS3-cap_comú ofereix una mitja millor que no pas millor_ruta, oferint el primer 
una mitja de salts amb un factor multiplicador de 2 respecte Dijkstra. 
 
Tot i que molts dels resultats presentats presenten un dispersió petita i les 
tendències estan ben definides, com a línies futures per a la continuació del 
treball seria recomanable fer més simulacions per aconseguir valors mitjos més 
representatius. 
 
Seria interessant, en cas de voler seguir estudiant GS3, implementar les 
funcions que permeten al sistema la auto curació i poder analitzar així quina és 
la càrrega que suposa el intercanvi de missatges per a la xarxa i l’augment de 
consum de bateries que suposaria.  
 
També seria bo variar el simulador per tal de poder configurar clústers de 
veïnatge de diferent mida, i aconseguir així per exemple un cluster_10_1 o 
cluster_15_2. Seria bo fer això a través del fitxer d’entrada. És a dir que la mida 
del clúster es pogués triar com una paràmetre més i no com ara que ve donada 
pel codi del simulador.  
 
Seguint amb la millora del programa per a poder fer simulacions diferents, 
també seria interessant que els sensors poguessin canviar el seu radi de 
cobertura, canviant la potència de transmissió, dins el procés d’auto 
configuració per a que poguessin reduir o augmentar el nombre de veïns que 
veuen.  
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ANNEXE I. FITXERS D’ENTRADA I SORTIDA 
 
I.1. Entrada del programa  
 
L’entrada del programa amb els paràmetres que determinen el seu 
funcionament es troben al fitxer  “Valors.conf” dins la carpeta GS3. De ara en 
endavant assumirem que el directori de treball és el directori GS3. Aquest fitxer 


















Fig.x.1 Exemple de fitxer “Valors.conf” d’entrada de valors 
 
 
- “opcio”: de tipus enter, permet definir quin  paràmetres volem aplicar per a la 
execució del simulador. El simulador permet 5 opcions: 
 
o 1: En aquest cas els paràmetres vàlids seran tots excepte el 
“densitat_nodes”, així doncs el simulador agafarà els valors dels 
camps “dimensio” i “nodes” per a realitzar la simulació. 
 
o 2: Amb aquesta opció el simulador agafarà els valors de 
“dimensió” i “densitat_nodes”  per a fer la simulació. Tant se val el 
valor que tingui el camp “numero_nodes” ja que el programa 
s’encarregarà de calcular-lo en funció de la densitat de nodes i la 
dimensió de l’espai on ubicar-los. “densitat_nodes” farà referència 
a la densitat de nodes per unitat de superfície.  
 
o 3: Amb aquesta opció els paràmetres vàlids seran 
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“densitat_nodes” farà referència a la densitat de nodes dins el radi 
de cobertura d’un node. Aquest radi és √3R+2Rt.   
 
o 4: En aquest cas el simulador tindrà en compte els valors dels 
camps “numero_nodes” i “densitat_nodes”, tenint en compte que 
“densitat_nodes” farà referència a la densitat de nodes per unitat 
de superfície. Amb aquests dos paràmetres es calcula la dimensió 
on ubicar els sensors. Per tant, en aquest cas, no es té en compte 
el valor del paràmetre “dimensió”. 
 
o 5: Amb aquesta opció els paràmetres vàlids seran “dimensió” i 
“densitat_nodes”, tenint en compte que la “densitat_nodes” farà 
referència a la densitat de nodes dins el radi de cobertura d’un 
node. Aquest radi és √3R+2Rt.   
 
El valor que hi hagi en el camp que no es fa servir és indiferent i 
no es farà servir, es pot deixar amb algun valor o bé deixar-lo en 
blanc. 
 
-  “dimensio”: de tipus float, hi trobem la longitud del costat del quadrat on s’hi 
encabiran tots els nodes. 
 
-  “llavor”: de tipus enter, permet fixar la llavor de generació de nodes aleatòria. 
Quant aquest camp conté el valor 0 la generació de nodes serà aleatòria per a 
cada repetició amb aquells paràmetres, cada repetició tindrà nodes diferents. Si 
el valor és un nombre diferent de 0 la generació de nodes serà fixa i per a cada 
repetició amb aquells paràmetres tindrà els mateixos nodes. 
 
-  “H0[x]” i “H0[y]”: de tipus float, contenen la posició del node H0. En cas de 
voler que el node sigui seleccionat de forma aleatòria cal posar -1 als dos 
camps. 
 
-  “radi”: de tipus float, serveix per definir el valor del radi de cobertura de cada 
node. Entenem per radi de cobertura el radi dins el qual tots els nodes reben un 
missatge que un node envia des de el centre de la circumferència. Aquest valor 
permet calcular el nombre de veïns que té  cada node, però que no té res a 
veure amb el nombre de sensors associats a un cap. 
 
- “float Radi_t”: de tipus float, serveix per fixar el valor del radi de tolerància de 
cerca de nodes per als caps ideals. 
 
- “Numero_nodes”: de tipus enter, és el número total de nodes que formen la 
xarxa. 
 
- “densitat_nodes”: de tipus float, en funció del valor escollida del camp “opcio” 
pot fer referència a la densitat de nodes per unitat de superfície (opció 4) o a la 
densitat de nodes dins el radi de cobertura (opció 3). 
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- “repeticions”: de tipus enter, serveix per a dir-li al programa quantes 
repeticions volem fer amb els valors assignats anteriorment. 
 




I.2 Sortida del programa  
 
El nom dels fitxers de sortida sempre està encapçalat per 
“àrea”_”nodes”_”radi”_”radi_t”_”nº_repeticio”. És a dir, el valor dels 5 
paràmetres units per un guio baix. En la explicació que ve a continuació i per tal 
de fer el document més llegible s’ha substituït aquest camp per una X. 
 
Dins la carpeta  GS3\GS3 trobarem diferents fitxers amb resultats i fitxers 
d’ajuda del programa. A continuació es descriu el detall de cadascun d’ells: 
 
“X_coordenades_nodes”: fitxer on trobem tots els nodes generats de forma 
aleatòria més el node H0. La primera columna indica el valor x del node i la 
segona el valor y.  
 
“X_ coordenades_nodes_ordenades”: fitxer on trobem tots els nodes 
ordenats en funció de la primera columna (valor x de la posició del node). 
 
“X_coordenades_caps_ideal”:  indica els punts [x,y] on hi hauria d’haver un 
cap ideal. Aquest fitxer està generat a través d’un càlcul inicial de la topologia i 
està pensat per a comprovar el correcte funcionament del simulador.  
 
“X_coordenades_ caps_real”:  Mostra en les dues primeres columnes el valor 
ideal on hi hauria d’haver un cap i en les dues següents quin és el node real 
que hauria de ser seleccionat per a aquest punt ideal en funció del radi Rt 
introduït anteriorment. En cas de que no sigui possible seleccionar-ne cap, així 
s’indica. Es pot donar el cas que els nodes reals seleccionats aquí no 
coincideixin amb els seleccionats realment, i això pot ser per dues coses: o bé 
no s’ha arribat a buscar aquell punt ideal per falta de nodes en algun pas 
anterior o bé el càlcul del punt ideal s’ha desviat degut a la pèrdua de decimals. 
El segon cas és gairebé impossible que passi per a la resolució que s’utilitza al 
simulador. 
 
“X_resultat_final_ideal”: Aquest fitxer pot variar respecte el de resultat final 
dels nodes “X_RESULTAT_NODES”, ja que es pot donar el cas en el que en 
“X_resultat_final_ideal” hi hagi nodes que hagin quedat associats a un cap 
que posteriorment no pugui ser seleccionat per falta d’un cap pare. En les dues 
primeres columnes trobem les coordenades [x, y] de tots els nodes i en les 
dues següents podem trobar: 
 
(a) dos valors més corresponents a les coordenades del cap que el 
node ha quedat associat. 
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(b) “Ell és cap”, que indica que és un cap que coincideix amb els 
buscats al fitxer  “X_coordenades _caps_real”. 
 
(c) “El node està fora de cobertura” que indica que està fora del rang de 
cobertura de qualsevol node cap i que per tant ha quedat fora de la 
configuració de la xarxa. 
 
“X_RESULTAT_NODES”: En aquest fitxer de sortida trobem quin és l’estat 
final de cada node un cop realitzat el procés de configuració. 
 
- En la primera fila trobem el H0, amb la seva posició, el número de 
veïns que té, quants associats té al final de la configuració, quants 
missatges ha enviat, quants missatges ha rebut i processat i quants 
ha rebut i no ha processat. Exemple: 
 
H0 = 10.000000, 10.000000, veïns: 1385, associats: 277, SMS enviats: 
2, missatges rebuts-processats: 1385, SMS rebuts-NoProcessats: 5277 
 
- Nodes associats:  primer indica el nº de node (segons la posició dins 
la matriu de nodes), després la seva posició (primer valor x i després 
y). Després trobem el seu estat, que en aquest cas sempre serà 
associate. A continuació ens indica quin és el nº de node al que està 
associat i el número de veïns que té. I finalment trobem el número de 
missatges (tant els enviats, com els rebuts-processats i els rebuts-no 
processats). Exemple: 
 
node: 0, 0.001526, 5.252235, associate, pare o associat a: 566, iteracio 
de configuracio: 9, veins: 568 SMS enviats: 6, SMS rebuts-processats: 5, 
SMS rebuts-NoProcessats: 2245 
 
- Nodes cap:  com en el cas anterior primer trobem el nº de node 
(segons la posició dins la matriu de nodes), la seva posició i el seu 
estat, aquí sempre work. A continuació trobem qui és el seu pare, en 
quina iteració ha quedat configurat amb el seu estat final i el número 
de veïns que té. I finalment trobem el número de missatges,  tant els 
enviats, com els rebuts-processats i els rebuts-no processats. 
Exemple: 
 
node: 473, 2.348399, 31.580553, work, pare o associat a: 533, iteracio 
de configuracio: 12, veins: 942 associats: 8, SMS enviats: 1428, SMS 
rebuts-processats: 3707, SMS rebuts-NoProcessats: 1245 
 
S’entén com a missatge rebut i processat aquell missatge que el sensor 
ha rebut i que l’ha utilitzat per tal de auto configurar-se i com a missatge 
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rebut i no processat aquell missatge que ha rebut però que no ha utilitzat 
per a auto configurar-se. 
 
Al final del fitxer trobem la suma total de missatges enviats, la suma total 
de missatges rebuts i processats i el total de missatges rebuts i no 
processats. 
 
“X_RESULTAT”: Conté un resum de valors importants de la execució de GS3. 
Conté els següents camps: 
 
- Primer trobem la quantitat de missatges enviats en cada una de les 
iteracions. 
 
- Posteriorment trobem el nombre d’iteracions que han calgut per tal de 
auto configurar la xarxa i el nombre de missatges enviats, 
rebuts_processats i rebuts_noprocessats que han calgut. 
 
- A continuació trobem els missatges que han fet falta enviar per a 
configurar el sistema, el total de missatges rebuts i processats que 
han rebut els sensors així com també el total de missatges rebuts i no 
processats. 
 
- A continuació trobem el número de cas seleccionats, la quantitat de 
nodes associats al sistema, el nombre de nodes que no tenen accés 
a H0 i a continuació quants d’aquest nodes han quedat fora de 
cobertura per falta de veïns i quants per culpa de l’algoritme GS3. 
 
“X_SELECCIO_CAPS_REAL”: indica per quin cap ha estat escollit cada cap 
durant el procés de configuració. Exemple: 
 
node cap: 533 [2.639851, 23.203222] escollit per 541 [2.679525, 
14.261299] 
 
En aquest cas el node 533 ha estat escollit com a cap durant la cerca  
de caps per part del node 541. 
 
“RESULTATS_CONJUNTS_GS3_X”: permet veure tots els diferents resultats 
que s’han produït amb un mateix conjunt de paràmetres, mostrant el resultat de 
cada iteració. A més a el inici conté paràmetres compartits en totes les 
repeticions, com son: 
 
- Llavor: valor decimal de la llavor amb la que s’han generat els 
nombres aleatoris. 
 
- Valor del quadrat amb el que s’ha treballat. 
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- Radi: valor assignat al radi del hexàgon. 
 
- Radi_t: Radi de tolerància. valor assignat al radi de cerca de caps 
reals. 
 
- Número de nodes. 
 
- Densitat de sensor: indica el número de sensors per unitat de 
superfície. 
 
- Mitja de veïns per sensor: Nombre de sensors dintre del radi de 
cobertura que indica el nombre mig de veïns que té cada sensor. 
 
- Mitja de sensors dins R_t: nombre mig de sensors dins el radi Rt. 
 
- Pel que fa a les dades individuals de cada iteració que trobem hi ha: 
número ideal de caps, número de caps seleccionats, número de 
nodes associats, nodes desconnectats de H0, Nodes desconnectats 
de H0 per falta de veïnatge, nodes desconnectats de H0 degut a 
l’algoritme, missatges total que s’han hagut d’enviar per configurar el 
sistema, número de iteracions, mitja de salts entre tots els nodes. 
 
“RESULTATS_CONJUNTS_DIJKSTRA_X”: Permet veure els resultats de 
l’algoritme. Com en el cas anterior primer trobem els valors amb els quals s’ha 
treballat (Llavor, dimensió, radi, radi_t, número de nodes, densitat de sensor, 
mitja de veïns per sensor i mitja de sensors dins radi_t). Els resultats que 
ofereix l’algoritme són: 
- Mitja de salts amb Dijkstra: valor obtingut de aplicar Dijkstra entre tots 
els nodes i calcular quina és la mitja de salts per arribar entre tots els 
nodes. 
 
- Nodes desconnectats de H0. 
 
- Nodes desconnectats de H0 per falta de veïns. 
 
- Nodes desconnectats de H0 degut a l’algoritme Dijkstra. 
 
“RESULTATS_CONJUNTS_DIJKSTRA_6_1_X”: Fitxer igual que l’anterior 
aplicat a Dijkstra amb veïnatge 6_1. 
 
“RESULTATS_CONJUNTS_DIJKSTRA_6_2_X”: Fitxer igual que l’anterior 
aplicat a Dijkstra amb veïnatge 6_2. 
Annexe I. Fitxers d’entrada i sortida   77 
 
“X_RESULTAT_VEINATGE_6_1”: indica quins són els nodes veïns que ha 
escollit cada node. 
 
“X_RESULTAT_VEINATGE_6_2”: podem veure quins són els veïns assignats 
a cada node. 
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ANNEXE II. GRÀFICS ENCAMINAMENT 



























































































Relació clusters/Dijkstra densitat = 20 
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II.5 Marge de valors densitat = 30 
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Fig.II.9 



































Implementació en un simulador d’un algoritme d’auto configuració 
 

































































84                                                                           Implementació en un simulador d’un algoritme d’auto configuració  
ANNEXE III. VALIDACIÓ DEL PROCÉS D’AUTO 
CONFIGURACIÓ 
 
En aquest apartat es demostrarà la selecció de caps  associació del caps i 
associació als caps funciona correctament, posant exemples de cadascun dels 
possibles cassos que es poden donar. 
 
Per a realitzar la demostració s’ha fet servir una dimensió de 5x5 per a encabir-
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Fig.x.1 Posició nodes 
 
 
Dins aquesta estructura s’ha partit d’un valor per a H0 de [3, 3], un radi de 1 i 
un radi Rt de 0.1. Tenint en compte la posició de H0 i el radi es poden calcular 
les posicions ideals de tots els possibles caps que hi hauria d’haver a la 
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Fig.x.2 Posició ideal dels caps i estructura cel·lular ideal 
 
 
A través del fitxer de resultats 
“5_25_1.000000_1.000000_0.100000_1_coordenades_caps_ideal.txt” 
(adjunt a l’annex) es pot observar com aquestes posicions son seleccionades 
de forma correcta per la part de comprovació del simulador. Cal comentar que 
el simulador conté una part de codi que serveix per a la seva pròpia 
comprovació del correcte funcionament. És a dir, en el fitxer citat anteriorment 
trobem les posicions ideals on posteriorment el simulador real de GS3 hauria de 
buscar nodes caps. La part del codi corresponent a la comprovació que fa el 
propi simulador correspon a les funcions “CalculJefesIdeals()”, 
“BusquedaJefesReals() i “assignacióJefes()” de la classe calcultopologia.cpp. 
En la primera funció es calcula el IL (posició ideal) per a tots els nodes caps 
que s’hauran de buscar. En la segona es fa la cerca d’aquests nodes caps en 
funció dels nodes reals que s’han generat i en la tercera funció s’assigna a 
cada node el seu estat final. 
 
 
Tenint en compte el radi de cerca i els criteris de angle i sentit horari que utilitza 
GS3 per a cada posició ideal de cap s’hauria d’escollir el següent node com a 
cap real: 
 
[1.499987, 0.401901] → No és possible assignar un node a aquesta posició 
ideal, cap node està dins el radi de 0.1 de cobertura des de la posició ideal per 
aquest cap. 
 
[1.499987, 2.133951] → S’escull el node [1.500000, 2.200000] per proximitat. 
Cap altre node està més pròxim al punt ideal que aquest. El node està dins el 
radi de cobertura de 0.1 des de el punt ideal. 
 
[1.499987, 3.866002] → S’escull el node [1.495000, 3.900000] per proximitat. 
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[3.000000, 1.267949] → S’escull el node [3.000000, 1.267949] per proximitat. 
 
[3.000000, 3.000000] → és el node H0, es selecciona el mateix node H0.  
 
[3.000000, 4.732051] → Per a la elecció d’aquest node hi ha dos possibles 
candidats a la mateixa distància: [2.950000, 4.732051] i [3.150000, 4.732051]. 
En aquest cas els nodes també formen el mateix angle respecte l’eix que uneix 
H0 amb la posició ideal  
[3.000000, 4.732051]. Per tant en aquest cas s’ha de recórrer a l’últim cas on 
s’ha de mirar quin angle es positiu i quin negatiu respecte l’eix. Fent servir això 
el node seleccionat és el [2.950000, 4.732051]. 
 
[4.500013, 0.401901] → En aquest cas trobem quatre nodes candidats a ser 
caps reals per a aquesta posició. Son els nodes: [4.500012, 0.401901] 
[4.500013, 0.401900]  
[4.500013, 0.401902] [4.500013, 1.267926]. Tots aquests nodes es troben a la 
mateixa distància i finalment s’escull el node [4.500012, 0.401901] ja que és el 
que forma un angle més petit respecte a l’eix que uneix el H0 i la posició ideal 
[4.500013, 0.401901]. 
 
[4.500013, 2.133951] → S’escull el node [4.500000, 2.130000] per proximitat. 
 
[4.500013, 3.866002] → S’escull el node [4.490000 3.900000] per proximitat. 
 
Es pot comprovar que el simulador fa de forma correcta aquesta elecció tant en 
la part de comprovació (fitxer 
“5_25_1.000000_1.000000_0.100000_1_coordenades_caps_real.txt” de 
l’annex) com en la de auto configuració (fitxer 
“5_25_1.000000_1.000000_0.100000_1_RESULTAT_NODES.txt” de l’annex). 
En el primer fitxer es veu quin és el node que hauria de ser seleccionat per a 
cada posició ideal. En el segon fitxer es pot veure com els nodes [1.500000, 
2.200000], [1.495000, 3.900000], [3.000000, 1.267949], [2.950000, 4.732051], 
[4.500013, 0.401901], [4.500000, 2.130000] i  [4.490000 3.900000] estan en 
estat work, que vol dir que son nodes seleccionats com a caps reals, a més es 
pot observar com tots son seleccionats com a caps per el H0, excepte el node 
[4.500013, 0.401902] que és seleccionat pel node [3.000000, 1.267949]. 
També podem veure la elecció dels nodes caps en el fitxer 
“5_25_1.000000_1.000000_0.100000_1_SELECCIO_CAPS_REAL.txt”. 
 
Un altre punt important és que tots els nodes, excepte el [0.100000, 0.100000], 
han quedat associats a un o altre node cap. El node [0.100000, 0.100000] ha 
quedat fora de cobertura degut a la no elecció de cap node com a cap per a la 
posició ideal [1.499987, 0.401901]. Això ha provocat que el node no estigués 
dins el radi de cobertura de cap altre node cap i quedi fora de la xarxa. La resta 
de nodes han quedat associats al node cap més pròxim i en cas d’estar a la 
mateixa distància s’ha seleccionat segons l’angle format entre els caps 
candidats i H0. 
 
En aquest cas d’exemple s’arriben a seleccionar fins a 3 anelles de 
configuració de nodes, tenint en compte que cada anella es configura en 3 
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iteracions, en aquest cas la xarxa queda totalment configurada en la novena 
iteració. Això es pot comprovar tant en el fitxer 
“5_25_1.000000_1.000000_0.100000_1_RESULTAT.txt” com en el 
“5_25_1.000000_1.000000_0.100000_1_RESULTAT_NODES.txt” on cap 
node sobrepassa la iteració 9 com a iteració de configuració. Aquests ambdós 
fitxers es troben en l’annex. 
 




Fig.x.3 Nodes finals seleccionats i estructura cel·lular real 
 
 




Punts [x,y] ideals on hi hauria d'haver un node cap 
 1ª columna=posició x del cap, 2ª columna=posició y del cap 
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posició ideal del cap i posició on s'ha trobat un cap dins els paràmetres 
establerts 
1ª columna=posició x del cap ideal, 2ª columna=posició y del cap ideal, 3ª 
columna=posició x del cap real, 4ª columna=posició y del cap real, 
1.499987 0.401901 No és possible assignar un node com a cap 
1.499987 2.133951 1.500000 2.200000 
1.499987 3.866002 1.495000 3.900000 
3.000000 1.267949 3.000000 1.267949 
3.000000 3.000000 3.000000 3.000000 
3.000000 4.732051 2.950000 4.732051 
4.500013 0.401901 4.500014 0.401901 
4.500013 2.133951 4.500000 2.130000 





H0 = 3.000000, 3.000000, veins: 13, associats: 7, SMS enviats: 2, SMS rebuts-
processats: 13, SMS rebuts-NoProcessats: 24 
node: 0, 0.100000, 0.100000, estat: bootup El node està fora de cobertura, 
veins: 3, SMS enviats: 0, SMS rebuts-processats: 0, SMS rebuts-NoProcessats: 
3 
node: 1, 1.000000, 0.500000, associate, pare o associat a: 5, iteracio de 
configuracio: 6, veins: 7 SMS enviats: 1, SMS rebuts-processats: 2, SMS 
rebuts-NoProcessats: 10 
node: 2, 1.000000, 1.000000, associate, pare o associat a: 5, iteracio de 
configuracio: 6, veins: 7 SMS enviats: 1, SMS rebuts-processats: 2, SMS 
rebuts-NoProcessats: 10 
node: 3, 1.495000, 3.900000, work, pare o associat a: H0, iteracio de 
configuracio: 3, veins: 5, associats: 0, SMS enviats: 3, SMS rebuts-processats: 
2, SMS rebuts-NoProcessats: 12 
node: 4, 1.499987, 0.200000, associate, pare o associat a: 11, iteracio de 
configuracio: 6, veins: 8 SMS enviats: 1, SMS rebuts-processats: 2, SMS 
rebuts-NoProcessats: 13 
node: 5, 1.500000, 2.200000, work, pare o associat a: H0, iteracio de 
configuracio: 3, veins: 8, associats: 3, SMS enviats: 3, SMS rebuts-processats: 
6, SMS rebuts-NoProcessats: 14 
node: 6, 2.000000, 2.000000, associate, pare o associat a: 5, iteracio de 
configuracio: 6, veins: 9 SMS enviats: 3, SMS rebuts-processats: 5, SMS 
rebuts-NoProcessats: 13 
node: 7, 2.300000, 1.400000, associate, pare o associat a: 11, iteracio de 
configuracio: 6, veins: 8 SMS enviats: 3, SMS rebuts-processats: 6, SMS 
rebuts-NoProcessats: 12 
node: 8, 2.499987, 0.410000, associate, pare o associat a: 11, iteracio de 
configuracio: 6, veins: 7 SMS enviats: 1, SMS rebuts-processats: 2, SMS 
rebuts-NoProcessats: 13 
node: 9, 2.500000, 3.500000, associate, pare o associat a: H0, iteracio de 
configuracio: 3, veins: 7 SMS enviats: 1, SMS rebuts-processats: 5, SMS 
rebuts-NoProcessats: 14 
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node: 10, 2.950000, 4.732051, work, pare o associat a: H0, iteracio de 
configuracio: 3, veins: 6, associats: 2, SMS enviats: 3, SMS rebuts-processats: 
5, SMS rebuts-NoProcessats: 12 
node: 11, 3.000000, 1.267949, work, pare o associat a: H0, iteracio de 
configuracio: 3, veins: 12, associats: 5, SMS enviats: 3, SMS rebuts-processats: 
13, SMS rebuts-NoProcessats: 22 
node: 12, 3.000000, 1.267950, associate, pare o associat a: 11, iteracio de 
configuracio: 6, veins: 12 SMS enviats: 3, SMS rebuts-processats: 7, SMS 
rebuts-NoProcessats: 25 
node: 13, 3.000000, 4.000000, associate, pare o associat a: 10, iteracio de 
configuracio: 6, veins: 6 SMS enviats: 2, SMS rebuts-processats: 6, SMS 
rebuts-NoProcessats: 10 
node: 14, 3.150000, 4.732051, associate, pare o associat a: 10, iteracio de 
configuracio: 6, veins: 6 SMS enviats: 3, SMS rebuts-processats: 6, SMS 
rebuts-NoProcessats: 9 
node: 15, 4.000000, 4.000000, associate, pare o associat a: 16, iteracio de 
configuracio: 6, veins: 5 SMS enviats: 3, SMS rebuts-processats: 6, SMS 
rebuts-NoProcessats: 8 
node: 16, 4.490000, 3.900000, work, pare o associat a: H0, iteracio de 
configuracio: 3, veins: 5, associats: 1, SMS enviats: 3, SMS rebuts-processats: 
4, SMS rebuts-NoProcessats: 13 
node: 17, 4.500000, 2.130000, work, pare o associat a: H0, iteracio de 
configuracio: 3, veins: 9, associats: 2, SMS enviats: 4, SMS rebuts-processats: 
10, SMS rebuts-NoProcessats: 17 
node: 18, 4.500012, 0.401901, associate, pare o associat a: 20, iteracio de 
configuracio: 9, veins: 8 SMS enviats: 3, SMS rebuts-processats: 6, SMS 
rebuts-NoProcessats: 17 
node: 19, 4.500013, 0.401900, associate, pare o associat a: 20, iteracio de 
configuracio: 9, veins: 8 SMS enviats: 3, SMS rebuts-processats: 6, SMS 
rebuts-NoProcessats: 17 
node: 20, 4.500013, 0.401902, work, pare o associat a: 11, iteracio de 
configuracio: 6, veins: 8 associats: 3, SMS enviats: 4, SMS rebuts-processats: 
7, SMS rebuts-NoProcessats: 15 
node: 21, 4.500013, 1.267926, associate, pare o associat a: 17, iteracio de 
configuracio: 6, veins: 8 SMS enviats: 2, SMS rebuts-processats: 5, SMS 
rebuts-NoProcessats: 18 
node: 22, 4.500014, 0.401901, associate, pare o associat a: 20, iteracio de 
configuracio: 9, veins: 8 SMS enviats: 3, SMS rebuts-processats: 6, SMS 
rebuts-NoProcessats: 17 
node: 23, 5.000000, 1.500000, associate, pare o associat a: 17, iteracio de 
configuracio: 6, veins: 6 SMS enviats: 1, SMS rebuts-processats: 3, SMS 
rebuts-NoProcessats: 15 
sms totals enviats: 59 
sms totals rebuts i processats: 135 





node cap: 3 [1.495000, 3.900000] escollit per H0 [3.000000, 3.000000] 
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node cap: 5 [1.500000, 2.200000] escollit per H0 [3.000000, 3.000000] 
node cap: 10 [2.950000, 4.732051] escollit per H0 [3.000000, 3.000000] 
node cap: 11 [3.000000, 1.267949] escollit per H0 [3.000000, 3.000000] 
node cap: 16 [4.490000, 3.900000] escollit per H0 [3.000000, 3.000000] 
node cap: 17 [4.500000, 2.130000] escollit per H0 [3.000000, 3.000000] 
node cap: 20 [4.500013, 0.401902] escollit per 11 [3.000000, 1.267949] 
 
 
x.1.5. 5_25_1.000000_1.000000_0.100000_1_ RESULTAT.txt 
 
1 missatges en la iteració 1 
13 missatges en la iteració 2 
1 missatges en la iteració 3 
6 missatges en la iteració 4 
26 missatges en la iteració 5 
6 missatges en la iteració 6 
1 missatges en la iteració 7 
4 missatges en la iteració 8 
1 missatges en la iteració 9 
ITERACIONS: 9 
MISSATGES TOTALS ENVIATS: 59 
MISSATGES TOTALS REBUTS I PROCESSATS: 135 
MISSATGES REBUTS I NO PROCESSATS: 353 
Numero de caps seleccionats = 8 
Numero de nodes associats = 16 
Numero de nodes fora de cobertura = 1 
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ANNEXE IV. CODI DEL SIMULADOR 
 
IV.1 UML del codi 
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#include "windows.h" 
#define pi 3.1415 
 
int _tmain(int argc, _TCHAR* argv[]) 
{ 
 FILE* file_conf; 
 file_conf = fopen ("Valors.conf", "r"); 
 float dimensio;  
 int num_nodes, repeticions; 
 float radi, radi_t; 
 char marge[20]; 
 float H0 [2]; 
 int opcio; 
 float densitat_sensors; 
 float tres = 3; 
 float veins_dinsRadi; 
 float nodes_dinsRadi_t; 
 char parametres[70]; 
 float x; 
 float y; 
 int NumeroSensors=0; 
 float Taula_Nodes[60000][2]; 
 char parametres_[100]; 
 char final[10]; 
 strcpy(final, "nofinal"); 
 int control=0; 
 int llavor; 
 int controlllavor; 
 bool aleatoriH0=false; 
 int num_jefes=0; 
 int opcio_tipus_configuracio=0; 
 float densitat_nodes_entrada=0; 
 bool error_num_sensors = false; 
 
 //bucle tractament fitxer "Valors.conf" 
 while(strcmp(final,"[FINAL]")!=0) 
 { 
  //lectura dels paràmetres d'entrada del fitxer 
"Valors.conf" 
  if (control == 0) 
  { 
   fscanf(file_conf, "%s", marge); 
   fscanf(file_conf, "%i\n", &opcio_tipus_configuracio); 
   control++; 
  } 
  else 
  { 
   fscanf(file_conf, "%i\n", &opcio_tipus_configuracio); 
  } 
  fscanf(file_conf, "%s", marge); 
  fscanf(file_conf, "%f\n", &dimensio); 
  fscanf(file_conf, "%s", marge); 
  fscanf(file_conf, "%i\n", &controlllavor); 
  fscanf(file_conf, "%s", marge); 
  fscanf(file_conf, "%f\n", &H0[0]); 
  fscanf(file_conf, "%s", marge); 
  fscanf(file_conf, "%f\n", &H0[1]); 
  aleatoriH0=false; 
  if (H0[0]==-1) 
  { 
   aleatoriH0 = true; 
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  } 
  fscanf(file_conf, "%s", marge); 
  fscanf(file_conf, "%f\n", &radi); 
  fscanf(file_conf, "%s", marge); 
  fscanf(file_conf, "%f\n", &radi_t); 
  fscanf(file_conf, "%s", marge); 
  fscanf(file_conf, "%i\n", &num_nodes); 
  fscanf(file_conf, "%s", marge); 
  fscanf(file_conf, "%f\n", &densitat_nodes_entrada); 
  if (opcio_tipus_configuracio==2) 
  { 
   num_nodes = 
float((dimensio*dimensio))*densitat_nodes_entrada; 




   nodes_dinsRadi_t=pi*pow(radi_t,2)*densitat_sensors; 
    
  } 
  if (opcio_tipus_configuracio==4) 
  { 
   dimensio = sqrt(num_nodes/densitat_nodes_entrada); 
  } 
  fscanf(file_conf, "%s", marge); 
  fscanf(file_conf, "%i\n\n", &repeticions); 
  if (controlllavor == 0) 
  { 
   Sleep(2000); 
   llavor = time(NULL); 
   srand(llavor); 
  } 
  else 
  { 
   llavor = controlllavor; 
   srand(llavor); 
  } 
  if (aleatoriH0 == true) 
  { 
   H0[0] = ((float)rand())/((float)(RAND_MAX))*dimensio; 
   H0[1] = ((float)rand())/((float)(RAND_MAX))*dimensio; 
   llavor = time(NULL); 
   srand(llavor); 
  } 
  if (opcio_tipus_configuracio==4 || 
opcio_tipus_configuracio==1) 






   nodes_dinsRadi_t=pi*pow(radi_t,2)*densitat_sensors; 
  } 
  if (opcio_tipus_configuracio==3) 
  { 
   //printf ("opcio 3\n"); 
   //num_nodes = 
float(dimensio*dimensio*densitat_nodes_entrada)/(pi*pow(((radi*sqrt(tr
es))+2*radi_t),2)); 
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   nodes_dinsRadi_t=pi*pow(radi_t,2)*densitat_sensors; 
 
   printf ("dimensio: %f\n", dimensio); 
   printf ("num nodes: %i\n", num_nodes); 
   printf ("densitat nodes: %f\n", densitat_sensors); 
   printf ("veins dins radi: %f\n", veins_dinsRadi); 
   printf ("veins dins radi t: %f\n", nodes_dinsRadi_t); 
  } 
  if (opcio_tipus_configuracio==5) 
  { 








   nodes_dinsRadi_t=pi*pow(radi_t,2)*densitat_sensors; 
  } 
  if (num_nodes>12000) 
  { 
   error_num_sensors=true; 
  } 
 
  if (error_num_sensors == true) 
  { 
   FILE* file; 
  
 sprintf(parametres_,"RESULTATS_CONJUNTS_%f_%i_%f_%f_%f.txt", 
dimensio, num_nodes, densitat_sensors, radi, radi_t); 
   file = fopen (parametres_, "a"); 
   fprintf(file, "No es pot realitzar la simulació, amb 
les dades introduides hi ha un nombre excessiu de nodes: %i", 
num_nodes); 
   fprintf(file, "\nNúmero màxim de nodes: 12000"); 
   fclose(file); 
  } 
  if (error_num_sensors == false) 
  { 
   //càlcul i escritura a "DADES_CONJUNTES..." dels 
paràmetres d'entrada i de mitges 
   FILE* file; 
    
  
 sprintf(parametres_,"RESULTATS_CONJUNTS_DIJKSTRA_%f_%i_%f_%f_%f.
txt", dimensio, num_nodes, densitat_sensors, radi, radi_t); 
   file = fopen (parametres_, "a"); 
   fprintf(file, "Llavor: %d\nDimensio cuadrada de %f x 
%f unitats\nradi de %f unitats\nradi_t de %f unitats \nnumero de 
nodes: %d\ndensitat de sensor: %f sensors/unitat cuadrada\nmitja de 
veins per sensor: %f sensors\nmitja de sensors dins R_t: %f 
sensors\n\n", 
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    llavor, dimensio, dimensio, radi, radi_t, 
num_nodes, densitat_sensors, veins_dinsRadi, nodes_dinsRadi_t); 




_%f.txt", dimensio, num_nodes, densitat_sensors, radi, radi_t); 
   file = fopen (parametres_, "a"); 
   fprintf(file, "Llavor: %d\nDimensio cuadrada de %f x 
%f unitats\nradi de %f unitats\nradi_t de %f unitats \nnumero de 
nodes: %d\ndensitat de sensor: %f sensors/unitat cuadrada\nmitja de 
veins per sensor: %f sensors\nmitja de sensors dins R_t: %f 
sensors\n\n", 
    llavor, dimensio, dimensio, radi, radi_t, 
num_nodes, densitat_sensors, veins_dinsRadi, nodes_dinsRadi_t); 




_%f.txt", dimensio, num_nodes, densitat_sensors, radi, radi_t); 
   file = fopen (parametres_, "a"); 
   fprintf(file, "Llavor: %d\nDimensio cuadrada de %f x 
%f unitats\nradi de %f unitats\nradi_t de %f unitats \nnumero de 
nodes: %d\ndensitat de sensor: %f sensors/unitat cuadrada\nmitja de 
veins per sensor: %f sensors\nmitja de sensors dins R_t: %f 
sensors\n\n", 
    llavor, dimensio, dimensio, radi, radi_t, 
num_nodes, densitat_sensors, veins_dinsRadi, nodes_dinsRadi_t); 




dimensio, num_nodes, densitat_sensors, radi, radi_t); 
   file = fopen (parametres_, "a"); 
   fprintf(file, "Llavor: %d\nDimensio cuadrada de %f x 
%f unitats\nradi de %f unitats\nradi_t de %f unitats \nnumero de 
nodes: %d\ndensitat de sensor: %f sensors/unitat cuadrada\nmitja de 
veins per sensor: %f sensors\nmitja de sensors dins R_t: %f 
sensors\n\n", 
    llavor, dimensio, dimensio, radi, radi_t, 
num_nodes, densitat_sensors, veins_dinsRadi, nodes_dinsRadi_t); 
   fclose(file); 
 
   //bucle de repetició de cada prova 
   for (int i=0; i<repeticions; i++) 
   { 
    if (controlllavor == 0) 
    { 
     Sleep(2000); 
     llavor = time(NULL); 
    } 
    else 
    { 
     llavor = controlllavor; 
    } 
    if (aleatoriH0 == true) 
    { 
     H0[0] = 
((float)rand())/((float)(RAND_MAX))*dimensio; 
     H0[1] = 
((float)rand())/((float)(RAND_MAX))*dimensio; 
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    } 
 
    srand(llavor); 
 
    //Comprovació del funcionament de GS3 
    calcultopologia topologia(dimensio, radi, 
radi_t, num_nodes, H0); 
    topologia.GeneracioNodes(i);//generació 
aleàtoria de nodes 
    topologia.OrdenacioNodes(); //ordena el nodes 
generats anteriorment 
    num_jefes=topologia.CalculJefesIdeals(); 
//càlcul de jefes ideals 
    topologia.BusquedaJefesReals(); //càlcul de 
jefes reals 
    topologia.AssignacioJefes(); //ssignació 
d'estat de cada sensor 
 
    file = fopen (parametres_, "a"); 
    fprintf(file, "Repeticio: %i\nNumero ideal de 
caps: %i\n", i+1, num_jefes); 
    fclose(file); 
 
    NumeroSensors = 0; 
    for (int ii=0; ii<num_nodes; ii++) 
    {    
     x=topologia.RetornArrayValorX(ii); 
     y=topologia.RetornArrayValorY(ii); 
     //printf("x=%f, y=%f\n", x, y);  
     if (x!=H0[0] || y!=H0[1]) 
     { 
      Taula_Nodes[NumeroSensors][0] = x; 
      Taula_Nodes[NumeroSensors][1] = y; 
      NumeroSensors = NumeroSensors++; 
     } 
    } 
    //Activem el bucle de funcionament real de GS3 
    BucleFuncionament bucle(Taula_Nodes, H0, 
NumeroSensors, radi, radi_t, dimensio, i); 
    printf("numero ideal caps: %i\n\n\n", 
num_jefes); 
   } 
  } 
  error_num_sensors = false; 










 int num_nodes; 
 float radi_t, radi, dimensio; 
 int jefes_ideals; 
 int repeticio; 
 float densitat_sensors; 
 
public: 
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 float taula_jefes_ideal [30000][2]; 
 float taula_jefes_real  [30000][2]; 
 calcultopologia(); 
 calcultopologia(float rectangle, float radientrat, float 
radi_t_entrat, int num_nodes, float node_gran[2]); 
 void GeneracioNodes(int x); 
 void OrdenacioNodes(); 
 int CalculJefesIdeals(); 
 void BusquedaJefesReals(); 
 void AssignacioJefes(); 
 float RetornArrayValorX(int i); 












#define pi 3.1415 
#include "windows.h" 
 
 static public float node_H0[2]; 






calcultopologia::calcultopologia(float rectangle, float radientrat, 
float radi_t_entrat, int numeronodes, float node_granx[2]) 
{ 
 dimensio = rectangle; 
 radi = radientrat; 
 radi_t = radi_t_entrat; 
 num_nodes = numeronodes; 
 node_H0[0] = node_granx[0]; 




float calcultopologia::RetornArrayValorX(int i) 
{  
 return taula_real[i][0]; 
} 
 
float calcultopologia::RetornArrayValorY(int i) 
{  
 return taula_real[i][1]; 
} 
 
void calcultopologia::GeneracioNodes(int x) 
{ 
 //generació aleatòria de la situació de nodes guardat en 
gràfic.txt 
 repeticio = x+1; 
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 char grafic[80]; 
 sprintf(grafic, "%f_%i_%f_%f_%f_%i_coordenades_nodes.txt", 
dimensio, num_nodes,densitat_sensors, radi, radi_t, repeticio); 
 FILE* file; 
 file = fopen (grafic, "w"); 
 
 taula_real[0][0] = node_H0[0]; 
 taula_real[0][1] = node_H0[1]; 
 fprintf(file,"1ª columna=posició x del sensor, 2ª 
columna=posició y del sensor\n"); 
 fprintf(file,"%f %f\n",taula_real[0][0], taula_real[0][1]); 
 
 for (int i=1; i<num_nodes; i++) 
 { 
  taula_real[i][0] = 
((float)rand())/((float)(RAND_MAX))*dimensio; 
  taula_real[i][1] = 
((float)rand())/((float)(RAND_MAX))*dimensio; 
  fprintf(file,"%f %f\n", taula_real[i][0], 
taula_real[i][1]); 
 } 
 for (int i=1; i<25; i++) 
 { 









 //ordenat dels nodes segons valor x 
 char grafic_ordenat[100]; 
 sprintf(grafic_ordenat, 
"%f_%i_%f_%f_%f_%i_coordenades_nodes_ordenades.txt", dimensio, 
num_nodes, densitat_sensors, radi, radi_t, repeticio); 
 FILE* file; 
 file = fopen (grafic_ordenat, "w"); 
 
 bool canvi = true; 
 float ajuda [2]; 
 
 while (canvi == true) 
 { 
  canvi = false; 
  for (int i=0; i<num_nodes-1; i++) 
  { 
   if (taula_real[i][0]>taula_real[i+1][0]) 
   { 
    ajuda[0] = taula_real[i][0]; 
    ajuda[1] = taula_real[i][1]; 
    taula_real[i][0] = taula_real[i+1][0]; 
    taula_real[i][1] = taula_real[i+1][1]; 
    taula_real[i+1][0] = ajuda[0]; 
    taula_real[i+1][1] = ajuda[1]; 
    canvi = true; 
   } 
  } 
 } 
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 for (int i=0; i<num_nodes; i++) 
 { 








 //obtenir situació ideal dels jefes 
 char grafic_jefes_ideal[80]; 
 sprintf(grafic_jefes_ideal, 
"%f_%i_%f_%f_%f_%i_coordenades_caps_ideal.txt", dimensio, num_nodes, 
densitat_sensors, radi, radi_t, repeticio); 
   
 FILE* file; 
 
 file = fopen (grafic_jefes_ideal, "w"); 
 
 //obtenir jefes_guia 1 
 float possible_jefe [2]; 
 possible_jefe[0] = 1; 
 possible_jefe[1] = 1; 
 double tres = 3; 
 double angle = 30; 
 double angle_radians = angle * pi / 180; 
 int i = 0; 
 int i2 = 0; 
 jefes_ideals = 0; 
 
 taula_jefes_ideal[jefes_ideals][0] = node_H0[0]; 
 taula_jefes_ideal[jefes_ideals][1] = node_H0[1]; 
 
 while(possible_jefe[0]>0 && possible_jefe[0]<dimensio) 
 { 
   
  possible_jefe [0] = taula_jefes_ideal[0][0] + 
i*2*sqrt(tres)*cos(angle_radians)*radi; 
  possible_jefe [1] = taula_jefes_ideal[0][1]; 
  if (possible_jefe[0]>0 && possible_jefe[0]<dimensio) 
  { 
   taula_jefes_ideal[jefes_ideals][0] = 
possible_jefe[0]; 
   taula_jefes_ideal[jefes_ideals][1] = 
possible_jefe[1]; 
   jefes_ideals++; 
  } 
  else 
  { 
   i--; 
  } 
  i++; 
 } 
 
  possible_jefe[0] = 1; 
  possible_jefe[1] = 1; 
  i = 1; 
 
  while(possible_jefe[0]>0 && possible_jefe[0]<dimensio) 
 { 
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  possible_jefe [0] = taula_jefes_ideal[0][0] - 
i*2*sqrt(tres)*cos(angle_radians)*radi; 
  possible_jefe [1] = taula_jefes_ideal[0][1]; 
  if (possible_jefe[0]>0 && possible_jefe[0]<dimensio) 
  { 
   taula_jefes_ideal[jefes_ideals][0] = 
possible_jefe[0]; 
   taula_jefes_ideal[jefes_ideals][1] = 
possible_jefe[1]; 
   jefes_ideals++; 
  } 
  else 
  { 
   i--; 
  } 
  i++; 
 } 
  
    //obtenir jefe_guia d'altre fila partint un altre cop del gran 
jefe 
  
 possible_jefe[0] = 
node_H0[0]+sqrt(tres)*cos(angle_radians)*radi; 
 possible_jefe[1] = 
node_H0[1]+sqrt(tres)*sin(angle_radians)*radi; 
 if (possible_jefe[1]>0 && possible_jefe[1]<dimensio && 
possible_jefe[0]>0 && possible_jefe[1]<dimensio) 
 { 
  goto busca; 
 } 
 
 possible_jefe[0] = 
node_H0[0]+sqrt(tres)*cos(angle_radians)*radi; 
 possible_jefe[1] = node_H0[1]-
sqrt(tres)*sin(angle_radians)*radi; 
 if (possible_jefe[1]>0 && possible_jefe[1]<dimensio && 
possible_jefe[0]>0 && possible_jefe[1]<dimensio) 
 { 
  goto busca; 
 } 
 
 possible_jefe[0] = node_H0[0]-
sqrt(tres)*cos(angle_radians)*radi; 
 possible_jefe[1] = 
node_H0[1]+sqrt(tres)*sin(angle_radians)*radi; 
 if (possible_jefe[1]>0 && possible_jefe[1]<dimensio && 
possible_jefe[0]>0 && possible_jefe[1]<dimensio) 
 { 
  goto busca; 
 } 
 
 possible_jefe[0] = node_H0[0]-
sqrt(tres)*cos(angle_radians)*radi; 
 possible_jefe[1] = node_H0[1]-
sqrt(tres)*sin(angle_radians)*radi; 
 if (possible_jefe[1]>0 && possible_jefe[1]<dimensio && 
possible_jefe[0]>0 && possible_jefe[1]<dimensio) 
 { 
  goto busca; 
 } 
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busca: 
 taula_jefes_ideal[jefes_ideals][0] = possible_jefe[0]; 
 taula_jefes_ideal[jefes_ideals][1] = possible_jefe[1]; 
 int i3 = jefes_ideals; 
 jefes_ideals++; 
 i = 1; 
 while(possible_jefe[0]>0 && possible_jefe[0]<dimensio) 
 { 
   
  possible_jefe [0] = taula_jefes_ideal[i3][0] + 
i*2*sqrt(tres)*cos(angle_radians)*radi; 
  possible_jefe [1] = taula_jefes_ideal[i3][1]; 
  if (possible_jefe[0]>0 && possible_jefe[0]<dimensio) 
  { 
   taula_jefes_ideal[jefes_ideals][0] = 
possible_jefe[0]; 
   taula_jefes_ideal[jefes_ideals][1] = 
possible_jefe[1]; 
   jefes_ideals++; 
  } 
  else 
  { 
   i--; 
  } 
  i++; 
 } 
 
  possible_jefe[0] = 1; 
  possible_jefe[1] = 1; 
  i = 1; 
 
  while(possible_jefe[0]>0 && possible_jefe[0]<dimensio) 
 { 
   
  possible_jefe [0] = taula_jefes_ideal[i3][0] - 
i*2*sqrt(tres)*cos(angle_radians)*radi; 
  possible_jefe [1] = taula_jefes_ideal[i3][1]; 
  if (possible_jefe[0]>0 && possible_jefe[0]<dimensio) 
  { 
   taula_jefes_ideal[jefes_ideals][0] = 
possible_jefe[0]; 
   taula_jefes_ideal[jefes_ideals][1] = 
possible_jefe[1]; 
   jefes_ideals++; 
  } 
  else 
  { 
   i--; 
  } 
  i++; 
 } 
 int guia = jefes_ideals-1; 
  
 //obtenir fila sencera de jefes a partir dels guies de fila 
 i2 = 1; 
  
 bool control = true; 
 for (int i = 0; i <= guia; i++) 
 { 
  i2 = 1; 
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  control = true; 
  while (control == true) 
  { 
   possible_jefe [0] = taula_jefes_ideal[i][0]; 
   possible_jefe [1] = taula_jefes_ideal[i][1] + 
i2*sqrt(tres)*radi; 
   if (possible_jefe[1]>0 && possible_jefe[1]<dimensio) 
   { 
    taula_jefes_ideal[jefes_ideals][0] = 
possible_jefe[0]; 
    taula_jefes_ideal[jefes_ideals][1] = 
possible_jefe[1]; 
    jefes_ideals++; 
    i2++; 
   } 
   else 
   { 
    i2 = 1; 
    control = false; 
   } 
  } 
   
  i2 = 1; 
  control = true; 
  while (control == true) 
  { 
   possible_jefe [0] = taula_jefes_ideal[i][0]; 
   possible_jefe [1] = taula_jefes_ideal[i][1] - 
i2*sqrt(tres)*radi; 
   if (possible_jefe[1]>0 && possible_jefe[1]<dimensio) 
   { 
    taula_jefes_ideal[jefes_ideals][0] = 
possible_jefe[0]; 
    taula_jefes_ideal[jefes_ideals][1] = 
possible_jefe[1]; 
    jefes_ideals++; 
    i2++; 
   } 
   else 
   { 
    i2 = 1; 
    control = false; 
   } 
  } 
 } 
 
 bool canvi = true; 
 float ajuda [2]; 
 while (canvi == true) 
 { 
  canvi = false; 
  for (int i=0; i<jefes_ideals-1; i++) 
  { 
   if 
(taula_jefes_ideal[i][0]>taula_jefes_ideal[i+1][0]) 
   { 
    ajuda[0] = taula_jefes_ideal[i][0]; 
    ajuda[1] = taula_jefes_ideal[i][1]; 
    taula_jefes_ideal[i][0] = 
taula_jefes_ideal[i+1][0]; 
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    taula_jefes_ideal[i][1] = 
taula_jefes_ideal[i+1][1]; 
    taula_jefes_ideal[i+1][0] = ajuda[0]; 
    taula_jefes_ideal[i+1][1] = ajuda[1]; 
    canvi = true; 
   } 
   if 
(taula_jefes_ideal[i][0]==taula_jefes_ideal[i+1][0] && 
taula_jefes_ideal[i][1]>taula_jefes_ideal[i+1][1]) 
   { 
    ajuda[0] = taula_jefes_ideal[i][0]; 
    ajuda[1] = taula_jefes_ideal[i][1]; 
    taula_jefes_ideal[i][0] = 
taula_jefes_ideal[i+1][0]; 
    taula_jefes_ideal[i][1] = 
taula_jefes_ideal[i+1][1]; 
    taula_jefes_ideal[i+1][0] = ajuda[0]; 
    taula_jefes_ideal[i+1][1] = ajuda[1]; 
    canvi = true; 
   } 
  } 
 } 
 
 file = fopen (grafic_jefes_ideal, "w"); 
 fprintf(file,"Punts [x,y] ideals on hi hauria d'haver un node 
cap\n 1ª columna=posició x del cap, 2ª columna=posició y del cap\n"); 
 fprintf(file,"Numero de caps ideals: %d\n", jefes_ideals); 
 
 for (int i=0; i<jefes_ideals; i++) 
 { 





 int total_jefes = jefes_ideals; 
 







 //escollir jefes reals 
 
 float possible_jefe_real [2]; 
 possible_jefe_real[0]=-1; 
 possible_jefe_real[1]=-1; 
 double distanciax = 0; 
 double distanciay = 0; 
 double distancia = 0; 
 double distanciaminima = dimensio; 
  
 double a1, a2, b1, b2, c1, c2, angle1rad, angle2rad, angle1, 
angle2; 
 float H0[2], C1[2], C2[2]; 
 float x1, y1, x2, y2; 
 float* vectory = H0; 
 float vectorx[2]; 
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 char grafic_jefes_real[80]; 
 sprintf(grafic_jefes_real, 
"%f_%i_%f_%f_%f_%i_coordenades_caps_real.txt", dimensio, num_nodes, 
densitat_sensors, radi, radi_t, repeticio); 
 
 FILE* file; 
 
 file = fopen (grafic_jefes_real, "w"); 
 
 fprintf(file,"posició ideal del cap i posició on s'ha trobat un 
cap dins els paràmetres establerts\n"); 
 fprintf(file,"1ª columna=posició x del cap ideal, 2ª 
columna=posició y del cap ideal, 3ª columna=posició x del cap real, 4ª 
columna=posició y del cap real,\n"); 
 
 for (int contador_jefes = 0; contador_jefes<jefes_ideals; 
contador_jefes++) 
 { 
  for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
  { 
    distanciax = abs(taula_real[contador_sensors][0]-
taula_jefes_ideal[contador_jefes][0]); 
    distanciay = abs(taula_real[contador_sensors][1]-
taula_jefes_ideal[contador_jefes][1]); 
    distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
 
    if (distancia <= distanciaminima && distancia < 
radi_t) 
    { 
     if (distancia == distanciaminima) 
     { 





      b1 = 
sqrt(pow((taula_jefes_ideal[contador_jefes][0])-(node_H0[0]),2) + 
pow((taula_jefes_ideal[contador_jefes][1])-(node_H0[1]),2)); 
      c1 = 
sqrt(pow((taula_real[contador_sensors][0])-(node_H0[0]),2) + 
pow((taula_real[contador_sensors][1])-(node_H0[1]),2)); 
     angle1rad = cos(((a1*a1)+(b1*b1)-
(c1*c1))/(2*a1*b1)); 
     angle1 = angle1rad*180/pi; 
 





      b2 = 
sqrt(pow((taula_jefes_ideal[contador_jefes][0])-(node_H0[0]),2) + 
pow((taula_jefes_ideal[contador_jefes][1])*(node_H0[1]),2)); 
      c2 = sqrt(pow((possible_jefe_real[0])-
(node_H0[0]),2) + pow((possible_jefe_real[1])*(node_H0[1]),2)); 
     angle2rad = cos(((a2*a2)+(b2*b2)-
(c2*c2))/(2*a2*b2)); 
     angle2 = angle2rad*180/pi; 
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     if (angle1 > angle2) 
     { 
      distanciaminima = distancia; 
      possible_jefe_real[0] = 
taula_real[contador_sensors][0]; 
      possible_jefe_real[1] = 
taula_real[contador_sensors][1]; 
     } 
     else{} 
     if (angle1 == angle2) 
     {   
      H0[0] = node_H0[0]-
taula_jefes_ideal[contador_jefes][0]; 
      H0[1] = node_H0[1]-
taula_jefes_ideal[contador_jefes][1]; 
      C2[0] = 
taula_real[contador_sensors][0]-taula_jefes_ideal[contador_jefes][0]; 
      C2[1] = 
taula_real[contador_sensors][1]-taula_jefes_ideal[contador_jefes][1];  
      C1[0] = possible_jefe_real[0]-
taula_jefes_ideal[contador_jefes][0]; 
      C1[1] = possible_jefe_real[1]-
taula_jefes_ideal[contador_jefes][1];  
 
      vectorx[0] = H0[1]; 
      vectorx[1] = -H0[0]; 
 
      y1 = (C1[1]*vectorx[0]-
C1[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
      x1 = (C1[0]-
y1*vectory[0])/vectorx[0]; 
 
      y2 = (C2[1]*vectorx[0]-
C2[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
      x2 = (C2[0]-
y2*vectory[0])/vectorx[0]; 
 
      if (x2 < 0) 
      { 
        distanciaminima = 
distancia; 
        possible_jefe_real[0] = 
taula_real[contador_sensors][0]; 
        possible_jefe_real[1] = 
taula_real[contador_sensors][1]; 
      } 
 
     } 
     else{} 
     } 
   else 
    { 
     distanciaminima = distancia; 
     possible_jefe_real[0] = 
taula_real[contador_sensors][0]; 
     possible_jefe_real[1] = 
taula_real[contador_sensors][1]; 
    } 
  } 
  } 
  if (possible_jefe_real[0]>-1) 
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  { 
  taula_jefes_real[contador_jefes][0] = 
possible_jefe_real[0]; 
  taula_jefes_real[contador_jefes][1] = 
possible_jefe_real[1]; 
  } 
  distanciaminima = dimensio; 
  if (possible_jefe_real[0]==-1) 
  { 
  fprintf(file,"%f %f No és possible assignar un node com a 
cap\n",taula_jefes_ideal[contador_jefes][0], 
taula_jefes_ideal[contador_jefes][1]); 
  } 
  else 
  { 




   possible_jefe_real[0]=-1; 
   possible_jefe_real[1]=-1; 







 //assignació de jefes a cada sensor 
 float possible_jefe_assignat [3][2]; 
 float jefe_assignat[2]; 
 possible_jefe_assignat[0][0]=-1; 
 possible_jefe_assignat[0][1]=-1; 
 double distanciax = 0; 
 double distanciay = 0; 
 double distancia = 0; 
 double distanciaminima = dimensio; 
 int i = 0; 
 bool igual=false; 
 int possiblesjefes = 0; 
 float tres = 3; 
 
 float H0[2], C1[2], C2[2], C3[2]; 
 float x1, y1, x2, y2, x3, y3; 
 float* vectory = H0; 
 float vectorx[2]; 
 
 char grafic_assignacio_jefes[80]; 
 sprintf(grafic_assignacio_jefes, 
"%f_%i_%f_%f_%f_%i_resultat_final_ideal.txt", dimensio, num_nodes, 
densitat_sensors, radi, radi_t, repeticio); 
 
 FILE* file; 
 
 file = fopen (grafic_assignacio_jefes, "w"); 
 fprintf (file, "assignació d'un cap a cada node\n"); 
 fprintf (file, "1ª columna=valor x del node, 2ª columna=valor y 
del node, 3ª columna=valor x del cap, 4ªcolumna=valor y del cap\n"); 
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 for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
 { 
  distanciaminima = dimensio; 
  fprintf (file, "%f %f ", taula_real[contador_sensors][0], 
taula_real[contador_sensors][1]); 
  i=0; 
  possiblesjefes = 0; 
  for (int contador_jefes = 0; contador_jefes<jefes_ideals; 
contador_jefes++) 
  { 
    distanciax = abs(taula_real[contador_sensors][0]-
taula_jefes_real[contador_jefes][0]); 
    distanciay = abs(taula_real[contador_sensors][1]-
taula_jefes_real[contador_jefes][1]); 
    distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
     
    if (distancia == 0) 
    { 
    igual = true; 
    } 
 
    if (distancia==distanciaminima && (distancia < (radi 
+ radi_t))) 
    { 
     //i++; 
     possible_jefe_assignat[i][0] = 
taula_jefes_real[contador_jefes][0]; 
     possible_jefe_assignat[i][1] = 
taula_jefes_real[contador_jefes][1]; 
     i++; 
     possiblesjefes++; 
    } 
    if (distancia < distanciaminima && distancia < 
(sqrt(tres)*radi + 2*radi_t)) 
    { 
     i=0; 
     possible_jefe_assignat[0][0] = -1; 
     possible_jefe_assignat[0][1] = -1; 
     possible_jefe_assignat[1][0] = -1; 
     possible_jefe_assignat[1][1] = -1; 
     possible_jefe_assignat[2][0] = -1; 
     possible_jefe_assignat[2][1] = -1; 
    //} 
     possible_jefe_assignat[i][0] = 
taula_jefes_real[contador_jefes][0]; 
     possible_jefe_assignat[i][1] = 
taula_jefes_real[contador_jefes][1]; 
     jefe_assignat[0] = 
taula_jefes_real[contador_jefes][0]; 
     jefe_assignat[1] = 
taula_jefes_real[contador_jefes][1]; 
    possiblesjefes=1; 
     i++; 
     distanciaminima = distancia; 
    }     
 
  } 
 
  if (possiblesjefes==2) 
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  { 
   H0[0] = node_H0[0]-taula_real[contador_sensors][0]; 
   H0[1] = node_H0[1]-taula_real[contador_sensors][1]; 
   C2[0] = possible_jefe_assignat[1][0]-
taula_real[contador_sensors][0]; 
   C2[1] = possible_jefe_assignat[1][1]-
taula_real[contador_sensors][1];  
   C1[0] = possible_jefe_assignat[0][0]-
taula_real[contador_sensors][0]; 
   C1[1] = possible_jefe_assignat[0][1]-
taula_real[contador_sensors][1];  
 
   vectorx[0] = H0[1]; 
   vectorx[1] = -H0[0]; 
 
   y1 = (C1[1]*vectorx[0]-
C1[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
   x1 = (C1[0]-y1*vectory[0])/vectorx[0]; 
 
   y2 = (C2[1]*vectorx[0]-
C2[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
   x2 = (C2[0]-y2*vectory[0])/vectorx[0]; 
 
   if ((x1<0 && y1>0) || (x1<0 && y1==0) || (x1<0 && 
y1<0) || (x1==0 && y1<0)) 
   { 
    jefe_assignat[0]= possible_jefe_assignat[0][0]; 
    jefe_assignat[1]= possible_jefe_assignat[0][1]; 
   } 
   else 
   { 
    jefe_assignat[0]= possible_jefe_assignat[1][0]; 
    jefe_assignat[1]= possible_jefe_assignat[1][1]; 
   } 
  } 
  if (possiblesjefes==3) 
  { 
   H0[0] = node_H0[0]-taula_real[contador_sensors][0]; 
   H0[1] = node_H0[1]-taula_real[contador_sensors][1]; 
   C2[0] = possible_jefe_assignat[1][0]-
taula_real[contador_sensors][0]; 
   C2[1] = possible_jefe_assignat[1][1]-
taula_real[contador_sensors][1];  
   C1[0] = possible_jefe_assignat[0][0]-
taula_real[contador_sensors][0]; 
   C1[1] = possible_jefe_assignat[0][1]-
taula_real[contador_sensors][1];  
   C3[0] = possible_jefe_assignat[2][0]-
taula_real[contador_sensors][0]; 




   vectorx[0] = H0[1]; 
   vectorx[1] = -H0[0]; 
 
   y1 = (C1[1]*vectorx[0]-
C1[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
   x1 = (C1[0]-y1*vectory[0])/vectorx[0]; 
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   y2 = (C2[1]*vectorx[0]-
C2[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
   x2 = (C2[0]-y2*vectory[0])/vectorx[0]; 
 
   y3 = (C3[1]*vectorx[0]-
C3[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
   x3 = (C3[0]-y3*vectory[0])/vectorx[0]; 
    
   if ((x1<0 && y1>0) || (x1<0 && y1==0)) 
   { 
    jefe_assignat[0]= possible_jefe_assignat[0][0]; 
    jefe_assignat[1]= possible_jefe_assignat[0][1]; 
   } 
   if ((x2<0 && y2>0) || (x2<0 && y2==0)) 
   { 
    jefe_assignat[0]= possible_jefe_assignat[1][0]; 
    jefe_assignat[1]= possible_jefe_assignat[1][1]; 
   } 
   if ((x3<0 && y3>0) || (x3<0 && y3==0)) 
   { 
    jefe_assignat[0]= possible_jefe_assignat[2][0]; 
    jefe_assignat[1]= possible_jefe_assignat[2][1]; 
   } 
   if ((x1<0 && y1<0) && x2>=0 && x3>=0) 
   { 
    jefe_assignat[0]= possible_jefe_assignat[0][0]; 
    jefe_assignat[1]= possible_jefe_assignat[0][1]; 
   } 
   if ((x2<0 && y2<0) && x1>=0 && x3>=0) 
   { 
    jefe_assignat[0]= possible_jefe_assignat[1][0]; 
    jefe_assignat[1]= possible_jefe_assignat[1][1]; 
   } 
   if ((x3<0 && y3<0) && x2>=0 && x1>=0) 
   { 
    jefe_assignat[0]= possible_jefe_assignat[2][0]; 
    jefe_assignat[1]= possible_jefe_assignat[2][1]; 
   } 
 
  } 
 
  if (igual == false){ 
    if (possible_jefe_assignat[0][1] == -1) 
    { 
     fprintf (file, "no té cap assignat, fora 
de la cobertura"); 
    } 
    else 
    { 
     fprintf (file, "%f %f ", 
jefe_assignat[0], jefe_assignat[1]); 
    } 
  } 
 
  else{ 
   fprintf (file, "Ell és cap");  
   igual = false; 
  } 
  fprintf (file, "\n"); 
 
  i=0; 
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  distanciaminima = dimensio; 
  possible_jefe_assignat[0][0] = -1; 
  possible_jefe_assignat[0][1] = -1; 
  possible_jefe_assignat[1][0] = -1; 
  possible_jefe_assignat[1][1] = -1; 
  possible_jefe_assignat[2][0] = -1; 











 void Head_Org_H0_Broadcast(); 
 void Head_Org_H0_SmsSensors(); 
 void Head_Org_H0_Notificacio(); 
 void Dijkstraa_Normal(); 
 void Dijkstraa_6_2(); 
 void Dijkstraa_6_1(); 
 void Head_Org_Nodes_Broadcast(int sensor); 
 void Head_Org_Nodes_SmsSensors(int sensor); 
 void Head_Org_Nodes_Notificacio(int sensor); 
 void Calcul_Veins(); 
 void Calcul_6_Veins_2(); 
 void Calcul_6_Veins_1(); 
 float angle (float x_B, float y_B, float x_A, float y_A, float 
x_C, float y_C); 
 bool edgeInGG(float x_A, float y_A, float x_B, float y_B, int 
current_node); 
 void Encaminament_GS3_capcomu(); 
 void Encaminament_GS3_millorcami(); 
  
 FILE* file; 
 char grafic[100]; 
 
 bool finalconfiguracio; 
 float distanciax; 
 float distanciay; 
 float distancia; 
 float distanciaminima; 
 float dimensio; 
 int repeticio; 
 float tres; 
 float radi; 
 float radi_t; 
 int num_nodes; 
 float a1, b1, c1, a2, b2, c2, angle1rad, angle1, angle2rad, 
angle2; 
 float possible_jefe_real[2]; 
 float H0_[2], C1[2], C2[2], x1, y1, x2, y2, vectorx[2]; 
 float* vectory; 
 int missatges, iteració; 
 float densitat_sensors; 
 int desconnectats_6_2; 
 int desconnectats_normal; 
 int desconnectats_6_1; 
 int nodes_desconnectats_falta_veins; 
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 int nodes_fora_cobertura;//Gs3 
 int veins_6_2[6]; 
 float distancia_veins_6_2[6]; 
 int veins_6_1[6]; 
 float distancia_veins_6_1[6]; 
 int node_origen; 
 long salts_Dijkstraa; 
 int nodes_desti_salts_Dijkstraa; 
 float mitja_Dijkstraa; 
 long salts_Dijkstraa_total; 
 int nodes_desti_salts_Dijkstraa_total; 
 float mitja_Dijkstraa_total; 
 int nodes_desconnectats_H0; 
 long salts_Dijkstraa_6_2; 
 int nodes_desti_salts_Dijkstraa_6_2; 
 float mitja_Dijkstraa_6_2; 
 long salts_Dijkstraa_total_6_2; 
 int nodes_desti_salts_Dijkstraa_total_6_2; 
 float mitja_Dijkstraa_total_6_2; 
 long salts_Dijkstraa_6_1; 
 int nodes_desti_salts_Dijkstraa_6_1; 
 float mitja_Dijkstraa_6_1; 
 long salts_Dijkstraa_total_6_1; 
 int nodes_desti_salts_Dijkstraa_total_6_1; 
 float mitja_Dijkstraa_total_6_1; 
 int total_salts_GS3_mitja; 
 int total_numero_salts; 




BucleFuncionament(float taula_sensors[][2], float H0[2], int 


















 struct nodes{ 
  double posicio[2]; 
  double posicio_ideal[2]; 
  char estat[10]; 
  int pare; 
  double distancia_pare; 
  double posicio_pare[2]; 
  double posicio_ideal_pare[2]; 
  int iteracio_canvi_estat; 
  double posicioILIdeals[3][2]; 
  double posicioRealJefesVeins[3][2]; 
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  int veins; 
  int TX; 
  int RX_processats; 
  int RX_no_processats; 
  int pares[20][2]; 
  int passos_H0; 
  int caps_veins[6]; 
  int numero_caps_veins; 
  int veins_6_2; 
  bool veins_6_2_buscats; 
  int veins_6_1; 
  bool cobertura_6_1; 
  bool veins_6_1_buscats; 
  bool cobertura_GS3; 
  bool visitat; 
  int associats; 
 }; 
 static struct nodes Nodes[59999]; 
 
 struct BigNode{ 
  double posicio[2]; 
  char estat[10]; 
  double posicioILIdeals[6][2]; 
  double posicioRealJefesVeins[6][2]; 
  int veins; 
  int TX; 
  int RX_processats; 
  int RX_no_processats; 
  int caps_veins[6]; 
  int numero_caps_veins; 
  int veins_6_2; 
  int veins_6_1; 
 }; 
 static struct BigNode H0; 
 
 static int taula_veinatge[12000][12000]; 
 static int encaminament_Dijkstra[12000]; 
 static int taula_6_veins_1[12000][12000]; 
 static int taula_salts_Dijkstra[12000][12000]; 
 
bool BucleFuncionament::edgeInGG(float x_A, float y_A, float x_B, 
float y_B, int current_node) { 
   bool inGG = true; 
   float center_X = (x_A+x_B)/2; 
   float center_Y = (y_A+y_B)/2; 
   float distance_center; 
   float distance_center2; 
   float distanciax; 
   float distanciay; 
   for (int i = 0 ; i<Nodes[current_node].numero_caps_veins; i++) { 
   distanciax = 
abs(Nodes[Nodes[current_node].caps_veins[i]].posicio[0]-center_X); 
   distanciay = 
abs(Nodes[Nodes[current_node].caps_veins[i]].posicio[1]-center_Y); 





   distanciax = abs(x_A-x_B); 
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   distanciay = abs(y_A-y_B);     





      if (distance_center<distance_center2/2 && 
          !(x_A==Nodes[Nodes[current_node].caps_veins[i]].posicio[0] 
&& y_A==Nodes[Nodes[current_node].caps_veins[i]].posicio[1]) && 
   !(x_B==Nodes[Nodes[current_node].caps_veins[i]].posicio[0] && 
y_B==Nodes[Nodes[current_node].caps_veins[i]].posicio[1])) { 
         inGG = false; 
         break; 
      } 
   } 
   return inGG; 
} 
 
float BucleFuncionament::angle (float x_B, float y_B, float x_A, float 
y_A, float x_C, float y_C) { 
   //in case same node 
   if ((x_B==x_C && y_B==y_C)) { 
      return 2*M_PI; 
   } 
   if ((x_A==x_C && y_A==y_C) || (x_B==x_A && y_B==y_A)) { 
      return 2*M_PI+1; 
   } 
   float vector_left_X = x_B - x_A; 
   float vector_left_Y = y_B - y_A; 
   float vector_right_X = x_C - x_A; 
   float vector_right_Y = y_C - y_A; 
   // use the scalar product to get to the angle's cosinus 




   // use the vectorial product to get to the angle's sinus 
   float sinus_angle=((vector_left_X*vector_right_Y-
vector_left_Y*vector_right_X))/(sqrt(pow(vector_left_X,2)+pow(vector_l
eft_Y,2))*sqrt(pow(vector_right_X,2)+pow(vector_right_Y,2))); 
   if (cosinus_angle>=0 && sinus_angle>=0) { 
      return acos(cosinus_angle); 
   } else if (cosinus_angle<=0 && sinus_angle>=0) { 
      return acos(cosinus_angle); 
   } else if (cosinus_angle<=0 && sinus_angle<=0) { 
      return 2*M_PI-acos(cosinus_angle); 
   } else if (cosinus_angle>=0 && sinus_angle<=0) { 
      return 2*M_PI-acos(cosinus_angle); 





 //cálcul dels 6 veïns per a cada un del sensors 
 for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
 { 
  Nodes[contador_sensors].veins_6_1_buscats=false; 
  Nodes[contador_sensors].cobertura_6_1=false; 
 } 
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 desconnectats_6_1=0; 
 for (int contador_sensors = 0; contador_sensors<=num_nodes; 
contador_sensors++) 
 { 
  for (int contador_sensors_horitzontal = 0; 
contador_sensors_horitzontal<=num_nodes; 
contador_sensors_horitzontal++) 




  } 
 } 
 for (int i=0; i<6; i++) 
 { 
  distancia_veins_6_1[i]=10000; 
  veins_6_1[i] = -1; 
 } 
 for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
 { 
  distanciax = abs(H0.posicio[0]-
Nodes[contador_sensors].posicio[0]); 
  distanciay = abs(H0.posicio[1]-
Nodes[contador_sensors].posicio[1]); 
  distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
 
  if (distancia < (sqrt(tres)*radi+2*radi_t)  && distancia < 
distancia_veins_6_1[0]) 
  { 
   veins_6_1[5] = veins_6_1[4]; 
   veins_6_1[4] = veins_6_1[3]; 
   veins_6_1[3] = veins_6_1[2]; 
   veins_6_1[2] = veins_6_1[1]; 
   veins_6_1[1] = veins_6_1[0]; 
 
   distancia_veins_6_1[5] = distancia_veins_6_1[4]; 
   distancia_veins_6_1[4] = distancia_veins_6_1[3]; 
   distancia_veins_6_1[3] = distancia_veins_6_1[2]; 
   distancia_veins_6_1[2] = distancia_veins_6_1[1]; 
   distancia_veins_6_1[1] = distancia_veins_6_1[0]; 
 
   veins_6_1[0] = contador_sensors; 
   distancia_veins_6_1[0] = distancia; 
  } 
  else if (distancia < (sqrt(tres)*radi+2*radi_t)  && 
distancia < distancia_veins_6_1[1]) 
  { 
   veins_6_1[5] = veins_6_1[4]; 
   veins_6_1[4] = veins_6_1[3]; 
   veins_6_1[3] = veins_6_1[2]; 
   veins_6_1[2] = veins_6_1[1]; 
 
   distancia_veins_6_1[5] = distancia_veins_6_1[4]; 
   distancia_veins_6_1[4] = distancia_veins_6_1[3]; 
   distancia_veins_6_1[3] = distancia_veins_6_1[2]; 
   distancia_veins_6_1[2] = distancia_veins_6_1[1]; 
 
   veins_6_1[1] = contador_sensors; 
   distancia_veins_6_1[1] = distancia; 
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  } 
  else if (distancia < (sqrt(tres)*radi+2*radi_t)  && 
distancia < distancia_veins_6_1[2]) 
  { 
   veins_6_1[5] = veins_6_1[4]; 
   veins_6_1[4] = veins_6_1[3]; 
   veins_6_1[3] = veins_6_1[2]; 
 
   distancia_veins_6_1[5] = distancia_veins_6_1[4]; 
   distancia_veins_6_1[4] = distancia_veins_6_1[3]; 
   distancia_veins_6_1[3] = distancia_veins_6_1[2]; 
 
   veins_6_1[2] = contador_sensors; 
   distancia_veins_6_1[2] = distancia; 
  } 
  else if (distancia < (sqrt(tres)*radi+2*radi_t)  && 
distancia < distancia_veins_6_1[3]) 
  {  
   veins_6_1[5] = veins_6_1[4]; 
   veins_6_1[4] = veins_6_1[3]; 
 
   distancia_veins_6_1[5] = distancia_veins_6_1[4]; 
   distancia_veins_6_1[4] = distancia_veins_6_1[3]; 
 
   veins_6_1[3] = contador_sensors; 
   distancia_veins_6_1[3] = distancia; 
  } 
  else if (distancia < (sqrt(tres)*radi+2*radi_t)  && 
distancia < distancia_veins_6_1[4]) 
  { 
   veins_6_1[5] = veins_6_1[4]; 
 
   distancia_veins_6_1[5] = distancia_veins_6_1[4]; 
 
   veins_6_1[4] = contador_sensors; 
   distancia_veins_6_1[4] = distancia; 
  } 
  else if (distancia < (sqrt(tres)*radi+2*radi_t)  && 
distancia < distancia_veins_6_1[5]) 
  { 
   veins_6_1[5] = contador_sensors; 
   distancia_veins_6_1[5] = distancia; 
  } 
 } 
 for (int i=0; i<6; i++) 
 { 
  if (veins_6_1[i]!=-1) 
  { 
   taula_6_veins_1[num_nodes][veins_6_1[i]]=1; 
   H0.veins_6_1++; 
   Nodes[veins_6_1[i]].cobertura_6_1=true; 
  } 
 } 
  
 bool continuar_cerca_veins=true; 
    while (continuar_cerca_veins==true) 
 { 
  continuar_cerca_veins=false; 
  for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
  { 
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   if (Nodes[contador_sensors].veins_6_1_buscats==false 
&& Nodes[contador_sensors].cobertura_6_1==true) 
   { 
    Nodes[contador_sensors].veins_6_1_buscats=true; 
    continuar_cerca_veins=true; 
    for (int i=0; i<6; i++) 
    { 
     distancia_veins_6_1[i]=10000; 
     veins_6_1[i] = -1; 
    } 
    distanciax = abs(H0.posicio[0]-
Nodes[contador_sensors].posicio[0]); 
    distanciay = abs(H0.posicio[1]-
Nodes[contador_sensors].posicio[1]); 
    distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
    if (distancia < (sqrt(tres)*radi+2*radi_t)) 
    { 
     veins_6_1[0] = num_nodes; 
     distancia_veins_6_1[0] = distancia; 
    } 
    for (int contador_sensors2 = 0; 
contador_sensors2<num_nodes; contador_sensors2++) 
    { 
     distanciax = 
abs(Nodes[contador_sensors].posicio[0]-
Nodes[contador_sensors2].posicio[0]); 
     distanciay = 
abs(Nodes[contador_sensors].posicio[1]-
Nodes[contador_sensors2].posicio[1]); 
     distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
 
     if (distancia < 
(sqrt(tres)*radi+2*radi_t)  && contador_sensors2!=contador_sensors && 
distancia < distancia_veins_6_1[0] ) 
     { 
      veins_6_1[5] = veins_6_1[4]; 
      veins_6_1[4] = veins_6_1[3]; 
      veins_6_1[3] = veins_6_1[2]; 
      veins_6_1[2] = veins_6_1[1]; 
      veins_6_1[1] = veins_6_1[0]; 
 
      distancia_veins_6_1[5] = 
distancia_veins_6_1[4]; 
      distancia_veins_6_1[4] = 
distancia_veins_6_1[3]; 
      distancia_veins_6_1[3] = 
distancia_veins_6_1[2]; 
      distancia_veins_6_1[2] = 
distancia_veins_6_1[1]; 
      distancia_veins_6_1[1] = 
distancia_veins_6_1[0]; 
 
      veins_6_1[0] = contador_sensors2; 
      distancia_veins_6_1[0] = distancia; 
     } 
     else if (distancia < 
(sqrt(tres)*radi+2*radi_t)   && contador_sensors2!=contador_sensors && 
distancia < distancia_veins_6_1[1]) 
     { 
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      veins_6_1[5] = veins_6_1[4]; 
      veins_6_1[4] = veins_6_1[3]; 
      veins_6_1[3] = veins_6_1[2]; 
      veins_6_1[2] = veins_6_1[1]; 
 
      distancia_veins_6_1[5] = 
distancia_veins_6_1[4]; 
      distancia_veins_6_1[4] = 
distancia_veins_6_1[3]; 
      distancia_veins_6_1[3] = 
distancia_veins_6_1[2]; 
      distancia_veins_6_1[2] = 
distancia_veins_6_1[1]; 
 
      veins_6_1[1] = contador_sensors2; 
      distancia_veins_6_1[1] = distancia; 
     } 
     else if (distancia < 
(sqrt(tres)*radi+2*radi_t)    && contador_sensors2!=contador_sensors  
&& distancia < distancia_veins_6_1[2]) 
     { 
      veins_6_1[5] = veins_6_1[4]; 
      veins_6_1[4] = veins_6_1[3]; 
      veins_6_1[3] = veins_6_1[2]; 
 
      distancia_veins_6_1[5] = 
distancia_veins_6_1[4]; 
      distancia_veins_6_1[4] = 
distancia_veins_6_1[3]; 
      distancia_veins_6_1[3] = 
distancia_veins_6_1[2]; 
 
      veins_6_1[2] = contador_sensors2; 
      distancia_veins_6_1[2] = distancia; 
     } 
     else if (distancia < 
(sqrt(tres)*radi+2*radi_t)   && contador_sensors2!=contador_sensors && 
distancia < distancia_veins_6_1[3]) 
     { 
      veins_6_1[5] = veins_6_1[4]; 
      veins_6_1[4] = veins_6_1[3]; 
 
      distancia_veins_6_1[5] = 
distancia_veins_6_1[4]; 
      distancia_veins_6_1[4] = 
distancia_veins_6_1[3]; 
 
      veins_6_1[3] = contador_sensors2; 
      distancia_veins_6_1[3] = distancia; 
     } 
     else if (distancia < 
(sqrt(tres)*radi+2*radi_t)   && contador_sensors2!=contador_sensors &&  
distancia < distancia_veins_6_1[4]) 
     { 
      veins_6_1[5] = veins_6_1[4]; 
 
      distancia_veins_6_1[5] = 
distancia_veins_6_1[4]; 
 
      veins_6_1[4] = contador_sensors2; 
      distancia_veins_6_1[4] = distancia; 
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     } 
     else if (distancia < 
(sqrt(tres)*radi+2*radi_t)   && contador_sensors2!=contador_sensors &&  
distancia < distancia_veins_6_1[5]) 
     { 
      veins_6_1[5] = contador_sensors2; 
      distancia_veins_6_1[5] = distancia; 
     } 
    } 
    for (int i=Nodes[contador_sensors].veins_6_1; 
i<6; i++) 
    { 
     if (veins_6_1[i]!=-1) 
     { 
     
 taula_6_veins_1[contador_sensors][veins_6_1[i]]=1; 
     
 Nodes[contador_sensors].veins_6_1++; 
      continuar_cerca_veins=true; 
     
 Nodes[veins_6_1[i]].cobertura_6_1=true; 
     } 
    } 
   } 
  } 
 } 
 char grafic[120]; 
 sprintf(grafic,"%f_%i_%f_%f_%f_%i_RESULTAT_VEINATGE_6_1.txt", 
dimensio, num_nodes+1, densitat_sensors, radi, radi_t, repeticio); 
 FILE* file; 
 file = fopen (grafic, "w"); 
 fprintf(file, "veins de H0: "); 
 if (H0.veins_6_1 == 0) 
 { 
  fprintf(file, "Node desconnectat de la xarxa de 6 veïns"); 
  desconnectats_6_1++; 
 } 
 for (int contador2=0; contador2<=num_nodes; contador2++) 
 { 
  if(taula_6_veins_1[num_nodes][contador2]==1) 
  { 
   fprintf(file, "%d ", contador2); 
  } 
 } 
 fprintf(file, "\n"); 
 for (int i=0; i<num_nodes;i++) 
 { 
  fprintf(file, "veins de %d: ", i); 
 
  if(Nodes[i].veins_6_1==0) 
  { 
   fprintf(file, "Node desconnectat de la xarxa de 6 
veïns"); 
   desconnectats_6_1++; 
  } 
  else if (taula_6_veins_1[i][num_nodes]==1) 
  { 
   fprintf(file, "H0 "); 
  } 
  for (int contador2=0; contador2<num_nodes; contador2++) 
  { 
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   if (taula_6_veins_1[i][contador2]==1) 
   { 
    fprintf(file, "%d ", contador2); 
   } 
  } 
  fprintf(file, "\n"); 
 } 
 fprintf(file, "\n\nNUMERO DE NODES = %i\n", num_nodes+1); 
 fprintf(file, "NUMERO DE NODES DESCONNECTATS = %i\n", 
desconnectats_6_1); 
 fclose(file); 












 char grafic[100]; 
 FILE* file; 
 
 for (int nodes=0; nodes<=num_nodes; nodes++) 
 { 
  node_origen=nodes; 
  for (int i=0; i<=num_nodes; i++) 
  { 
   encaminament_Dijkstra[i] = 1000000; 
  } 
  encaminament_Dijkstra[node_origen] = 0; 
 
  int salts = 0; 
  int node_actual = node_origen; 
  bool saltsbool = true; 
  
  while (saltsbool == true) 
  { 
   salts++; 
   saltsbool = false; 
   for (int x=0; x<=num_nodes; x++) 
   { 
    node_actual = x; 
    if (encaminament_Dijkstra[node_actual]!=1000000 
&& encaminament_Dijkstra[node_actual]==salts-1) 
    { 
     for (int i=0; i<=num_nodes; i++) 
     { 
      if 
(taula_6_veins_1[node_actual][i]==1 && encaminament_Dijkstra[i]>salts) 
      { 
       encaminament_Dijkstra[i] = 
salts; 
       saltsbool = true; 
      } 
     } 
    } 
   } 
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  } 
  sprintf(grafic,"%i_dijkstra_6_1.txt", node_origen); 
  if (node_origen == num_nodes) 
  { 
   sprintf(grafic,"H0_dijkstra_6_1.txt"); 
  } 
  for (int i = 0; i<=num_nodes; i++) 
  { 
   if(i<nodes) 
   { 
   if (encaminament_Dijkstra[i] == 1000000) 
   { 
    if (i==num_nodes) 
    { 
     taula_salts_Dijkstra[node_origen][i]= 
1000000; 
     taula_salts_Dijkstra[i][node_origen]= 
1000000; 
    } 
    else 
    { 
     taula_salts_Dijkstra[node_origen][i]= 
1000000; 
     taula_salts_Dijkstra[i][node_origen]= 
1000000; 
    } 
   } 
   else 
   { 
    if (encaminament_Dijkstra[i]!=0) 
    { 
    
 salts_Dijkstraa_6_1=salts_Dijkstraa_6_1+encaminament_Dijkstra[i]
; 
     nodes_desti_salts_Dijkstraa_6_1++; 
      
    
 salts_Dijkstraa_total_6_1=salts_Dijkstraa_total_6_1+encaminament
_Dijkstra[i]; 
     nodes_desti_salts_Dijkstraa_total_6_1++; 
 
     taula_salts_Dijkstra[node_origen][i]= 
encaminament_Dijkstra[i]; 
     taula_salts_Dijkstra[i][node_origen]= 
encaminament_Dijkstra[i]; 
    } 
   } 
   } 




  salts_Dijkstraa_6_1=0; 
  nodes_desti_salts_Dijkstraa_6_1=0; 
 } 
 sprintf(grafic,"RESULTATS_CONJUNTS_DIJKSTRA_6_1_%f_%i_%f_%f_%f.t
xt", dimensio, num_nodes+1, densitat_sensors, radi, radi_t, 
repeticio); 
 file = fopen (grafic, "a"); 
 mitja_Dijkstraa_total_6_1=float(salts_Dijkstraa_total_6_1)/float
(nodes_desti_salts_Dijkstraa_total_6_1); 
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 float relacio_mitjes = 
mitja_Dijkstraa_total_6_1/mitja_Dijkstraa_total; 
 fprintf(file, "mitja de salts TOTAL amb veinatge 6_1 = %f\n", 
mitja_Dijkstraa_total_6_1); 
 if (desconnectats_6_1==num_nodes+1) 
 { 
  desconnectats_6_1--; 





  fprintf(file, "Nodes desconnectats de H0 = %i\n", 
desconnectats_6_1); 
 } 
 fprintf(file, "Nodes desconnectats de H0 per falta de veins = 
%d\n", nodes_desconnectats_H0); 
 fprintf(file, "Nodes desconnectats de H0 per culpa del 






   Nodes[num_nodes].cobertura_6_1=true; 
   Nodes[num_nodes].cobertura_GS3=true; 
   strcpy(Nodes[num_nodes].estat,"work"); 
   Nodes[num_nodes].posicio[0]=H0.posicio[0]; 
   Nodes[num_nodes].posicio[1]=H0.posicio[1]; 
   Nodes[num_nodes].veins=H0.veins; 
 int current_node; 
   int temp_int; 
   float min_distance=1000; 
   int min_distance_node; 
   bool face_mode = 0; //0=greedy mode, 1=face mode 
   float temp_distance_to_sink; 
   float temp_distance_to_current; 
   int number_hops=0; 
   int min_number_hops; 
   int rank_temp; 
   int current_height; 
   int current_minhop_node; 
   float temp_neighbor_x_coord; 
   float temp_neighbor_y_coord; 
   float failure_distance=-1; //the distance to the sink where the 
greedy mode failed (if -1, greedy mode did not fail) 
   float previous_hop_x = -1; 
   float previous_hop_y = -1; 
   float min_angle; 
   float temp_angle; 
   int min_angle_node; 
   bool GFG; 
   int desti; 
   int passosGEO[100][2]; 
   int veinsNum_nodes[6][2]; 
   int veinsH0=0; 
   int passos=0; 
   int destiGEO; 
   float distancia22=10000; 
   float distancia22_temp=10000; 
   int distancia22_node; 
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   int salts_possibles_GEO=0; 
   int salts_GEO=0; 
   int associats=0; 
   int saltsGEO=0; 
   int combinacionsGEO=0; 
   bool veins=false; 
    
   for (int i=0; i<num_nodes; i++) 
   { 
    associats=0; 
    if (strcmp(Nodes[i].estat,"work")==0) 
    { 
     for (int x=0; x<num_nodes; x++) 
     { 
      if (strcmp(Nodes[x].estat, "associate")==0 && 
Nodes[x].pare==i) 
      { 
       associats++; 
      } 
     } 
     Nodes[i].associats=associats; 
   saltsGEO=saltsGEO+Nodes[i].associats; 
   combinacionsGEO=combinacionsGEO+Nodes[i].associats; 
   for (int qq=0; qq<Nodes[i].associats; qq++) 
   { 
    saltsGEO=saltsGEO+2*qq; 
    combinacionsGEO=combinacionsGEO+qq; 
   } 
    } 
   } 
 
 associats=0; 
   for (int x=0; x<num_nodes; x++) 
   { 
    if (strcmp(Nodes[x].estat, "associate")==0 && 
Nodes[x].pare==-1) 
    { 
     associats++; 
    } 
   } 
       Nodes[num_nodes].associats=associats; 
  saltsGEO=saltsGEO+Nodes[num_nodes].associats; 
  combinacionsGEO=combinacionsGEO+Nodes[num_nodes].associats; 
  for (int qq=0; qq<Nodes[num_nodes].associats; qq++) 
  { 
   saltsGEO=saltsGEO+2*qq; 
   combinacionsGEO=combinacionsGEO+qq; 
  } 
   saltsGEO=saltsGEO*2; 
   combinacionsGEO=combinacionsGEO*2; 
 
 for(int origenx=0; origenx<=num_nodes; origenx++) 
 { 
  passos=0; 
  for(int destiinicial=0; destiinicial<=num_nodes; 
destiinicial++) 
  { 
   min_distance=1000; 
   temp_distance_to_sink=1000; 
   failure_distance=1000; 
   distancia=1000; 
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   previous_hop_x=-1; 
   previous_hop_y=-1; 
   number_hops=0;  
   face_mode=0; 
   temp_distance_to_sink=1000; 
   temp_distance_to_current=1000; 
   destiGEO=destiinicial; 
    
   if (Nodes[destiinicial].cobertura_GS3==true && 
Nodes[origenx].cobertura_GS3==true && origenx!=destiinicial && 
strcmp(Nodes[destiinicial].estat,"work")==0 &&  
strcmp(Nodes[origenx].estat,"work")==0) 
   { 
    current_node=origenx; 
    desti=destiinicial; 
    face_mode=0; 
    number_hops=0; 
    if(strcmp(Nodes[origenx].estat,"associate")==0) 
    { 
     current_node=Nodes[origenx].pare; 
    } 
    if(strcmp(Nodes[origenx].estat,"associate")==0  
&& Nodes[origenx].pare==-1) 
    { 
     current_node=num_nodes; 
    } 
    if (strcmp(Nodes[destiinicial].estat, 
"associate")==0 && Nodes[destiinicial].pare==-1 ) 
    { 
     desti=num_nodes; 
    } 
      while (current_node!=-1)//current_node!=0 &&  
      { 
       if (face_mode==0) 
       { //greedy mode 
         distanciax = 
abs(Nodes[desti].posicio[0]-Nodes[current_node].posicio[0]); 
      distanciay = 
abs(Nodes[desti].posicio[1]-Nodes[current_node].posicio[1]); 
      min_distance = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
      min_distance_node = current_node; 
        
        for (int i=0; 
i<Nodes[current_node].numero_caps_veins; i++) 
        { 
       distanciax = 
abs(Nodes[desti].posicio[0]-
Nodes[Nodes[current_node].caps_veins[i]].posicio[0]); 
       distanciay = 
abs(Nodes[desti].posicio[1]-
Nodes[Nodes[current_node].caps_veins[i]].posicio[1]); 
       temp_distance_to_sink = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
 
       distanciax = 
abs(Nodes[current_node].posicio[0]-
Nodes[Nodes[current_node].caps_veins[i]].posicio[0]); 
       distanciay = 
abs(Nodes[current_node].posicio[1]-
Nodes[Nodes[current_node].caps_veins[i]].posicio[1]); 
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       temp_distance_to_current = 
sqrt((distanciax*distanciax)+(distanciay*distanciay));   
  
 
      
 if(temp_distance_to_sink<min_distance) //&& 
temp_distance_to_current<rang 
       { 
       
 min_distance=temp_distance_to_sink; 
       
 min_distance_node=Nodes[current_node].caps_veins[i]; 
       } 
      } 
      if 
(min_distance_node==current_node) 
      { 
       face_mode=1; 
       distanciax = 
abs(Nodes[desti].posicio[0]-Nodes[current_node].posicio[0]); 
       distanciay = 
abs(Nodes[desti].posicio[1]-Nodes[current_node].posicio[1]); 
       failure_distance = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
      } 
      else 
      { 
      
 current_node=min_distance_node; 
       number_hops++; 
      } 
       } 
       else 
       { 
       distanciax = 
abs(Nodes[desti].posicio[0]-Nodes[current_node].posicio[0]); 
       distanciay = 
abs(Nodes[desti].posicio[1]-Nodes[current_node].posicio[1]); 
       distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
       if (distancia < 
failure_distance) 
       { 
        face_mode=0; 
        failure_distance=-1; 
        previous_hop_x=-1; 
        previous_hop_y=-1; 
       } 
       else 
       { 
        //si és el primer node 
en calcular GFG 
        if (previous_hop_x==-1 
&& previous_hop_y==-1) 
        { 
        
 min_angle=2*M_PI+1; 
         min_angle_node=-
1; 
         for(int i=0; 
i<Nodes[current_node].numero_caps_veins; i++) 
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         { 





        
          distanciax 
= abs(Nodes[Nodes[current_node].caps_veins[i]].posicio[0]-
Nodes[current_node].posicio[0]); 
          distanciay 
= abs(Nodes[Nodes[current_node].caps_veins[i]].posicio[1]-
Nodes[current_node].posicio[1]);       
    




         
 GFG=edgeInGG(Nodes[current_node].posicio[0],Nodes[current_node].
posicio[1],Nodes[Nodes[current_node].caps_veins[i]].posicio[0] , 
Nodes[Nodes[current_node].caps_veins[i]].posicio[1] , current_node); 
          if 
(temp_angle<min_angle && GFG==true) 
          { 
          
 min_angle=temp_angle; 
          
 min_angle_node=Nodes[current_node].caps_veins[i]; 
          } 
         } 
 
        
 previous_hop_x=Nodes[current_node].posicio[0]; 
        
 previous_hop_y=Nodes[current_node].posicio[1]; 
         number_hops++; 
        } 
        //si no és el primer 
        else 
        { 
        
 min_angle=2*M_PI+1; 
         min_angle_node=-
1; 
         for (int i=0; 
i<Nodes[current_node].numero_caps_veins; i++) 
         { 
         
 temp_angle=angle(previous_hop_x, previous_hop_y, 
Nodes[current_node].posicio[0], Nodes[current_node].posicio[1], 
          
 Nodes[Nodes[current_node].caps_veins[i]].posicio[0], 
Nodes[Nodes[current_node].caps_veins[i]].posicio[1]); 
        
          distanciax 
= abs(Nodes[Nodes[current_node].caps_veins[i]].posicio[0]-
Nodes[current_node].posicio[0]); 
          distanciay 
= abs(Nodes[Nodes[current_node].caps_veins[i]].posicio[1]-
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Nodes[current_node].posicio[1]);       
    









          if 
(temp_angle<min_angle && GFG == true) 
          { 
          
 min_angle=temp_angle; 
          
 min_angle_node=Nodes[current_node].caps_veins[i]; 
          } 
         } 
        
 previous_hop_x=Nodes[current_node].posicio[0]; 
        
 previous_hop_y=Nodes[current_node].posicio[1]; 
        
 current_node=min_angle_node; 
         number_hops++; 
        } 
       } 
      } 
     } 
    } 
 
    if (strcmp(Nodes[origenx].estat,"work")==0) 
    { 
     number_hops--; 
    } 
    if 
(strcmp(Nodes[destiinicial].estat,"work")==0) 
    { 
     number_hops--; 
    } 
    if (Nodes[origenx].cobertura_GS3==true && 
Nodes[destiinicial].cobertura_GS3==true && origenx!=destiinicial && 
strcmp(Nodes[destiinicial].estat,"work")==0 &&  
strcmp(Nodes[origenx].estat,"work")==0) 
    { 
     passosGEO[passos][0]=destiinicial; 
     passosGEO[passos][1]=number_hops; 
     passos++; 
    } 
   }//for desti 
   distancia22=10000; 
   if (strcmp(Nodes[origenx].estat,"work")==0) 
   { 
    for (int ww=0; ww<passos; ww++) 
    { 
     if (passosGEO[ww][1]==0) 
     { 
      for (int x=0; 
x<Nodes[passosGEO[ww][0]].numero_caps_veins; x++) 
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      { 
 
       for (int q=0; q<passos; q++) 
       { 
        if 
(passosGEO[q][0]==Nodes[passosGEO[ww][0]].caps_veins[x] && 
passosGEO[q][1]<=distancia22 && passosGEO[q][1]>0 ) 
        { 
        
 distancia22=passosGEO[q][1]; 
        
 passosGEO[ww][1]=passosGEO[q][1]+1; 
        } 
       } 
      } 
     } 
     if (passosGEO[ww][1]==0 && 
passosGEO[ww][0]==num_nodes) 
     { 
      distancia22=10000; 
      for (int d=0; 
d<Nodes[num_nodes].numero_caps_veins;d++) 
      { 
       for (int q=0; q<passos; q++) 
       { 
        if 
(passosGEO[q][0]==Nodes[num_nodes].caps_veins[d] && 
passosGEO[q][1]<=distancia22 && passosGEO[q][1]>0 ) 
        { 
        
 distancia22=passosGEO[q][1]; 
        
 passosGEO[ww][1]=passosGEO[q][1]+1; 
        } 
       } 
      } 
     } 
     veins=false; 
     if (ww!=num_nodes && origenx!=num_nodes 
&& taula_veinatge[passosGEO[ww][0]][origenx]==1) 
     { 
      veins=true; 
     }  
     if ((ww==num_nodes || origenx==num_nodes) 
&& taula_veinatge[passosGEO[ww][0]][origenx]==1) 
     { 
      veins =true; 
     } 
     if (passosGEO[ww][1]==1 && veins==false) 
     { 
      for (int x=0; 
x<Nodes[passosGEO[ww][0]].numero_caps_veins; x++) 
      { 
       for (int q=0; q<passos; q++) 
       { 
        if 
(passosGEO[q][0]==Nodes[passosGEO[ww][0]].caps_veins[x] && 
passosGEO[q][1]<distancia22 && passosGEO[q][1]>0) 
        { 
        
 distancia22=passosGEO[q][1]; 
AnnexeIV- Codi del simulador   129 
        
 passosGEO[ww][1]=passosGEO[q][1]+1; 
        } 
       }  
      } 
     } 
     saltsGEO=saltsGEO+passosGEO[ww][1]; 
     combinacionsGEO++; 
    
 saltsGEO=saltsGEO+(passosGEO[ww][1]+1)*Nodes[passosGEO[ww][0]].a
ssociats; 
    
 combinacionsGEO=combinacionsGEO+Nodes[passosGEO[ww][0]].associat
s; 
    
 saltsGEO=saltsGEO+Nodes[origenx].associats*(passosGEO[ww][1]+1); 
    
 combinacionsGEO=combinacionsGEO+Nodes[origenx].associats; 
    
 saltsGEO=saltsGEO+(Nodes[origenx].associats*Nodes[passosGEO[ww][
0]].associats*(passosGEO[ww][1]+2)); 
    
 combinacionsGEO=combinacionsGEO+(Nodes[origenx].associats*Nodes[
passosGEO[ww][0]].associats); 
    } 
   } 
    passos=0; 
    distancia22=10000; 
  }//for origen 
  sprintf(grafic,"RESULTATS_CONJUNTS_GS3_%f_%i_%f_%f_%f.txt", 
dimensio, num_nodes+1, densitat_sensors, radi, radi_t); 
  file = fopen (grafic, "a"); 
  fprintf(file, "MITJA DE SALTS MILLOR CAMI= %f\n\n", 
float(saltsGEO)/float(combinacionsGEO)); 





 //Gs3 tots a tots 
 //primer càlcul de salts per arribar a H0 per a cada node 
 bool H0bool=false;  
 int pareactual; 
 int indexpare=0; 
 for (int i=0; i<=num_nodes; i++) 
 {   
  pareactual = i; 
  if (Nodes[i].pare==-2)//node fora de cobertura 
  { 
   H0bool = true; 
  } 
  while (H0bool == false) 
  { 
   pareactual = Nodes[pareactual].pare; 
   Nodes[i].pares[indexpare][0]=pareactual; 
   Nodes[i].pares[indexpare][1]=indexpare+1; 
    
   if(i == num_nodes) 
   { 
    H0bool = true; 
   } 
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   if(pareactual == -1) 
   { 
    H0bool = true; 
   } 
   indexpare++; 
   Nodes[i].passos_H0++; 
  } 
  if (i == num_nodes) 
  { 
   Nodes[i].passos_H0--; 
  } 
  indexpare=0; 
  H0bool = false; 
 } 
 
 //cerca de node cap que els uneix 
 int total_salts_GS3; 
 indexpare = 0; 
 int indexpare2 = 0; 




 for (int i=0; i<num_nodes; i++) 
 { 
  for (int x=0; x<=num_nodes; x++) 
  { 
   total_salts_GS3=0; 
   if (x==num_nodes) 
   { 
    coincidencia=true; 
    if (Nodes[i].passos_H0 != 0) 
    { 
    
 taula_salts_Dijkstra[i][x]=Nodes[i].passos_H0; 
    
 taula_salts_Dijkstra[x][i]=Nodes[i].passos_H0; 
     total_salts_GS3_mitja = 
total_salts_GS3_mitja+Nodes[i].passos_H0; 
     total_numero_salts++; 
    } 
   } 
   if (Nodes[x].pare==i || Nodes[i].pare==x) 
   { 
    taula_salts_Dijkstra[i][x]=1; 
    taula_salts_Dijkstra[x][i]=1; 
    total_salts_GS3 = 1; 
    coincidencia = true; 
   } 
   while(indexpare<=Nodes[i].passos_H0-1 && coincidencia 
== false) 
   { 
    while(indexpare2<=Nodes[x].passos_H0-1 && 
coincidencia == false) 
    { 
     if 
(Nodes[i].pares[indexpare][0]==Nodes[x].pares[indexpare2][0]) 
     { 
     
 taula_salts_Dijkstra[i][x]=Nodes[i].pares[indexpare][1]+Nodes[x]
.pares[indexpare2][1]; 
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 taula_salts_Dijkstra[x][i]=Nodes[i].pares[indexpare][1]+Nodes[x]
.pares[indexpare2][1]; 
     
 total_salts_GS3=Nodes[i].pares[indexpare][1]+Nodes[x].pares[inde
xpare2][1]; 
      coincidencia=true; 
     } 
     if (x == i) 
     { 
      total_salts_GS3=0; 
     } 
     indexpare2++; 
    } 
    indexpare2=0; 
    indexpare++; 
   } 
   indexpare = 0; 
   indexpare2 = 0; 
   coincidencia=false; 
   if (total_salts_GS3!=0 && x!=num_nodes) 
   { 
    total_salts_GS3_mitja = 
total_salts_GS3_mitja+total_salts_GS3; 
    total_numero_salts++; 
   } 
  } 
 } 
 for (int x=0; x<num_nodes; x++) 
 { 
  if (Nodes[x].passos_H0!=0) 
  { 
   total_salts_GS3_mitja = 
total_salts_GS3_mitja+Nodes[x].passos_H0; 
   total_numero_salts++; 
  } 
 } 
 int salts_possibles=0; 
 int salts=0; 
 for (int y=0; y<=num_nodes; y++) 
 { 
  for (int w=0; w<=num_nodes; w++) 
  { 
   if(Nodes[y].pare!=-2 && Nodes[w].pare!=-2 && y!=w) 
   { 
    salts_possibles++; 
    salts = salts + taula_salts_Dijkstra[y][w]; 
   } 




dimensio, num_nodes+1, densitat_sensors, radi, radi_t); 
 file = fopen (grafic, "a"); 
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void BucleFuncionament::Calcul_6_Veins_2() 
{ 
 //cálcul dels 6 veïns per a cada un del sensors 
 for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
 { 
  Nodes[contador_sensors].veins_6_2_buscats=false; 
 } 
 desconnectats_6_2=0; 
 for (int contador_sensors = 0; contador_sensors<=num_nodes; 
contador_sensors++) 
 { 
  for (int contador_sensors_horitzontal = 0; 
contador_sensors_horitzontal<=num_nodes; 
contador_sensors_horitzontal++) 




  } 
 } 
 for (int i=0; i<6; i++) 
 { 
  distancia_veins_6_2[i]=10000; 
  veins_6_2[i] = -1; 
 } 
 for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
 { 
  distanciax = abs(H0.posicio[0]-
Nodes[contador_sensors].posicio[0]); 
  distanciay = abs(H0.posicio[1]-
Nodes[contador_sensors].posicio[1]); 
  distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
  if (distancia < (sqrt(tres)*radi+2*radi_t)  && distancia < 
distancia_veins_6_2[0]) 
  { 
   veins_6_2[5] = veins_6_2[4]; 
   veins_6_2[4] = veins_6_2[3]; 
   veins_6_2[3] = veins_6_2[2]; 
   veins_6_2[2] = veins_6_2[1]; 
   veins_6_2[1] = veins_6_2[0]; 
 
   distancia_veins_6_2[5] = distancia_veins_6_2[4]; 
   distancia_veins_6_2[4] = distancia_veins_6_2[3]; 
   distancia_veins_6_2[3] = distancia_veins_6_2[2]; 
   distancia_veins_6_2[2] = distancia_veins_6_2[1]; 
   distancia_veins_6_2[1] = distancia_veins_6_2[0]; 
 
   veins_6_2[0] = contador_sensors; 
   distancia_veins_6_2[0] = distancia; 
  } 
  else if (distancia < (sqrt(tres)*radi+2*radi_t)  && 
distancia < distancia_veins_6_2[1]) 
  { 
 
   veins_6_2[5] = veins_6_2[4]; 
   veins_6_2[4] = veins_6_2[3]; 
   veins_6_2[3] = veins_6_2[2]; 
   veins_6_2[2] = veins_6_2[1]; 
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   distancia_veins_6_2[5] = distancia_veins_6_2[4]; 
   distancia_veins_6_2[4] = distancia_veins_6_2[3]; 
   distancia_veins_6_2[3] = distancia_veins_6_2[2]; 
   distancia_veins_6_2[2] = distancia_veins_6_2[1]; 
 
   veins_6_2[1] = contador_sensors; 
   distancia_veins_6_2[1] = distancia; 
  } 
  else if (distancia < (sqrt(tres)*radi+2*radi_t)  && 
distancia < distancia_veins_6_2[2]) 
  { 
   veins_6_2[5] = veins_6_2[4]; 
   veins_6_2[4] = veins_6_2[3]; 
   veins_6_2[3] = veins_6_2[2]; 
 
   distancia_veins_6_2[5] = distancia_veins_6_2[4]; 
   distancia_veins_6_2[4] = distancia_veins_6_2[3]; 
   distancia_veins_6_2[3] = distancia_veins_6_2[2]; 
 
   veins_6_2[2] = contador_sensors; 
   distancia_veins_6_2[2] = distancia; 
  } 
  else if (distancia < (sqrt(tres)*radi+2*radi_t)  && 
distancia < distancia_veins_6_2[3]) 
  {  
   veins_6_2[5] = veins_6_2[4]; 
   veins_6_2[4] = veins_6_2[3]; 
 
   distancia_veins_6_2[5] = distancia_veins_6_2[4]; 
   distancia_veins_6_2[4] = distancia_veins_6_2[3]; 
 
   veins_6_2[3] = contador_sensors; 
   distancia_veins_6_2[3] = distancia; 
  } 
  else if (distancia < (sqrt(tres)*radi+2*radi_t)  && 
distancia < distancia_veins_6_2[4]) 
  { 
   veins_6_2[5] = veins_6_2[4]; 
 
   distancia_veins_6_2[5] = distancia_veins_6_2[4]; 
 
   veins_6_2[4] = contador_sensors; 
   distancia_veins_6_2[4] = distancia; 
  } 
  else if (distancia < (sqrt(tres)*radi+2*radi_t)  && 
distancia < distancia_veins_6_2[5]) 
  { 
   veins_6_2[5] = contador_sensors; 
   distancia_veins_6_2[5] = distancia; 
  } 
 } 
 for (int i=0; i<6; i++) 
 { 
  if (veins_6_2[i]!=-1) 
  { 
   taula_6_veins_1[num_nodes][veins_6_2[i]]=1; 
   taula_6_veins_1[veins_6_2[i]][num_nodes]=1; 
   Nodes[veins_6_2[i]].veins_6_2++; 
   H0.veins_6_2++; 
  } 
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 } 
 bool continuar_cerca_veins=true; 
 while (continuar_cerca_veins==true) 
 { 
  continuar_cerca_veins=false; 
  for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
  { 
   if (Nodes[contador_sensors].veins_6_2>0 && 
Nodes[contador_sensors].veins_6_2<6 && 
Nodes[contador_sensors].veins_6_2_buscats==false) 
   { 
    Nodes[contador_sensors].veins_6_2_buscats=true; 
    continuar_cerca_veins=true; 
    for (int i=0; i<6; i++) 
    { 
     distancia_veins_6_2[i]=10000; 
     veins_6_2[i] = -1; 
    } 
    for (int contador_sensors2 = 0; 
contador_sensors2<num_nodes; contador_sensors2++) 
    { 
     distanciax = 
abs(Nodes[contador_sensors].posicio[0]-
Nodes[contador_sensors2].posicio[0]); 
     distanciay = 
abs(Nodes[contador_sensors].posicio[1]-
Nodes[contador_sensors2].posicio[1]); 
     distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
     if (distancia < 
(sqrt(tres)*radi+2*radi_t)  && contador_sensors2!=contador_sensors && 
Nodes[contador_sensors2].veins_6_2<6 && distancia < 
distancia_veins_6_2[0] && Nodes[contador_sensors].veins_6_2==0) 
     { 
      veins_6_2[5] = veins_6_2[4]; 
      veins_6_2[4] = veins_6_2[3]; 
      veins_6_2[3] = veins_6_2[2]; 
      veins_6_2[2] = veins_6_2[1]; 
      veins_6_2[1] = veins_6_2[0]; 
 
      distancia_veins_6_2[5] = 
distancia_veins_6_2[4]; 
      distancia_veins_6_2[4] = 
distancia_veins_6_2[3]; 
      distancia_veins_6_2[3] = 
distancia_veins_6_2[2]; 
      distancia_veins_6_2[2] = 
distancia_veins_6_2[1]; 
      distancia_veins_6_2[1] = 
distancia_veins_6_2[0]; 
 
      veins_6_2[0] = contador_sensors2; 
      distancia_veins_6_2[0] = distancia; 
     } 
     else if (distancia < 
(sqrt(tres)*radi+2*radi_t)   && contador_sensors2!=contador_sensors && 
Nodes[contador_sensors2].veins_6_2<6 && distancia < 
distancia_veins_6_2[1]  && Nodes[contador_sensors].veins_6_2<=1) 
     { 
      veins_6_2[5] = veins_6_2[4]; 
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      veins_6_2[4] = veins_6_2[3]; 
      veins_6_2[3] = veins_6_2[2]; 
      veins_6_2[2] = veins_6_2[1]; 
 
      distancia_veins_6_2[5] = 
distancia_veins_6_2[4]; 
      distancia_veins_6_2[4] = 
distancia_veins_6_2[3]; 
      distancia_veins_6_2[3] = 
distancia_veins_6_2[2]; 
      distancia_veins_6_2[2] = 
distancia_veins_6_2[1]; 
 
      veins_6_2[1] = contador_sensors2; 
      distancia_veins_6_2[1] = distancia; 
     } 
     else if (distancia < 
(sqrt(tres)*radi+2*radi_t)    && contador_sensors2!=contador_sensors 
&& Nodes[contador_sensors2].veins_6_2<6 && distancia < 
distancia_veins_6_2[2] && Nodes[contador_sensors].veins_6_2<=2) 
     { 
      veins_6_2[5] = veins_6_2[4]; 
      veins_6_2[4] = veins_6_2[3]; 
      veins_6_2[3] = veins_6_2[2]; 
 
      distancia_veins_6_2[5] = 
distancia_veins_6_2[4]; 
      distancia_veins_6_2[4] = 
distancia_veins_6_2[3]; 
      distancia_veins_6_2[3] = 
distancia_veins_6_2[2]; 
 
      veins_6_2[2] = contador_sensors2; 
      distancia_veins_6_2[2] = distancia; 
     } 
     else if (distancia < 
(sqrt(tres)*radi+2*radi_t)   && contador_sensors2!=contador_sensors && 
Nodes[contador_sensors2].veins_6_2<6 && distancia < 
distancia_veins_6_2[3] && Nodes[contador_sensors].veins_6_2<=3) 
     { 
      veins_6_2[5] = veins_6_2[4]; 
      veins_6_2[4] = veins_6_2[3]; 
 
      distancia_veins_6_2[5] = 
distancia_veins_6_2[4]; 
      distancia_veins_6_2[4] = 
distancia_veins_6_2[3]; 
 
      veins_6_2[3] = contador_sensors2; 
      distancia_veins_6_2[3] = distancia; 
     } 
     else if (distancia < 
(sqrt(tres)*radi+2*radi_t)   && contador_sensors2!=contador_sensors && 
Nodes[contador_sensors2].veins_6_2<6 && distancia < 
distancia_veins_6_2[4] && Nodes[contador_sensors].veins_6_2<=4) 
     { 
      veins_6_2[5] = veins_6_2[4]; 
 
      distancia_veins_6_2[5] = 
distancia_veins_6_2[4]; 
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      veins_6_2[4] = contador_sensors2; 
      distancia_veins_6_2[4] = distancia; 
     } 
     else if (distancia < 
(sqrt(tres)*radi+2*radi_t)   && contador_sensors2!=contador_sensors && 
Nodes[contador_sensors2].veins_6_2<6 && distancia < 
distancia_veins_6_2[5] && Nodes[contador_sensors].veins_6_2<=5) 
     { 
      veins_6_2[5] = contador_sensors2; 
      distancia_veins_6_2[5] = distancia; 
     } 
    } 
    for (int i=Nodes[contador_sensors].veins_6_2; 
i<6; i++) 
    { 
     if (veins_6_2[i]!=-1) 
     { 
     
 taula_6_veins_1[contador_sensors][veins_6_2[i]]=1; 
     
 taula_6_veins_1[veins_6_2[i]][contador_sensors]=1; 
      Nodes[veins_6_2[i]].veins_6_2++; 
     
 Nodes[contador_sensors].veins_6_2++; 
      continuar_cerca_veins=true; 
     } 
    } 
   } 
  } 
 } 
 char grafic[120]; 
 sprintf(grafic,"%f_%i_%f_%f_%f_%i_RESULTAT_VEINATGE_6_2.txt", 
dimensio, num_nodes+1, densitat_sensors, radi, radi_t, repeticio); 
 FILE* file; 
 file = fopen (grafic, "w"); 
 fprintf(file, "veins de H0: "); 
 if (H0.veins_6_2 == 0) 
 { 
  fprintf(file, "Node desconnectat de la xarxa de 6 veïns"); 
  desconnectats_6_2++; 
 } 
 for (int contador2=0; contador2<=num_nodes; contador2++) 
 { 
  if(taula_6_veins_1[num_nodes][contador2]==1) 
  { 
   fprintf(file, "%d ", contador2); 
  } 
 } 
 fprintf(file, "\n"); 
 for (int i=0; i<num_nodes; i++) 
 { 
  fprintf(file, "veins de %d: ", i); 
  if(Nodes[i].veins_6_2==0) 
  { 
   fprintf(file, "Node desconnectat de la xarxa de 6 
veïns"); 
   desconnectats_6_2++; 
  } 
  else if (taula_6_veins_1[i][num_nodes]==1) 
  { 
   fprintf(file, "H0 "); 
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  } 
  for (int contador2=0; contador2<num_nodes; contador2++) 
  { 
   if (taula_6_veins_1[i][contador2]==1) 
   { 
    fprintf(file, "%d ", contador2); 
   } 
  } 
  fprintf(file, "\n"); 
 } 
 fprintf(file, "\n\nNUMERO DE NODES = %i\n", num_nodes+1); 














 char grafic[100]; 
 FILE* file; 
 for (int nodes=0; nodes<=num_nodes; nodes++) 
 { 
  node_origen=nodes; 
  for (int i=0; i<=num_nodes; i++) 
  { 
   encaminament_Dijkstra[i] = 1000000; 
  } 
  encaminament_Dijkstra[node_origen] = 0; 
  int salts = 0; 
  int node_actual = node_origen; 
  bool saltsbool = true; 
  while (saltsbool == true) 
  { 
   salts++; 
   saltsbool = false; 
   for (int x=0; x<=num_nodes; x++) 
   { 
    node_actual = x; 
    if (encaminament_Dijkstra[node_actual]!=1000000 
&& encaminament_Dijkstra[node_actual]==salts-1) 
    { 
     for (int i=0; i<=num_nodes; i++) 
     { 
      if 
(taula_6_veins_1[node_actual][i]==1 && encaminament_Dijkstra[i]>salts) 
      { 
       encaminament_Dijkstra[i] = 
salts; 
       saltsbool = true; 
      } 
     } 
    } 
   } 
  } 
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  sprintf(grafic,"%i_dijkstra_6_2.txt", node_origen); 
  if (node_origen == num_nodes) 
  { 
   sprintf(grafic,"H0_dijkstra_6_2.txt"); 
  } 
  for (int i = 0; i<=num_nodes; i++) 
  { 
   if(i>nodes) 
    { 
    if (encaminament_Dijkstra[i] == 1000000) 
    { 
     if (i==num_nodes) 
     { 
     
 taula_salts_Dijkstra[node_origen][i]= 1000000; 
     
 taula_salts_Dijkstra[i][node_origen]= 1000000; 
     } 
     else 
     { 
     
 taula_salts_Dijkstra[node_origen][i]= 1000000; 
     
 taula_salts_Dijkstra[i][node_origen]= 1000000; 
     } 
    } 
    else 
    { 
     if (encaminament_Dijkstra[i]!=0) 
     { 
     
 salts_Dijkstraa_6_2=salts_Dijkstraa_6_2+encaminament_Dijkstra[i]
; 
      nodes_desti_salts_Dijkstraa_6_2++; 
       
     
 salts_Dijkstraa_total_6_2=salts_Dijkstraa_total_6_2+encaminament
_Dijkstra[i]; 
     
 nodes_desti_salts_Dijkstraa_total_6_2++; 
 
     
 taula_salts_Dijkstra[node_origen][i]= encaminament_Dijkstra[i]; 
     
 taula_salts_Dijkstra[i][node_origen]= encaminament_Dijkstra[i]; 
     } 
    } 
   } 




  salts_Dijkstraa_6_2=0; 
  nodes_desti_salts_Dijkstraa_6_2=0; 
 } 
 sprintf(grafic,"RESULTATS_CONJUNTS_DIJKSTRA_6_2_%f_%i_%f_%f_%f.t
xt", dimensio, num_nodes+1, densitat_sensors, radi, radi_t, 
repeticio); 
 file = fopen (grafic, "a"); 
 mitja_Dijkstraa_total_6_2=float(salts_Dijkstraa_total_6_2)/float
(nodes_desti_salts_Dijkstraa_total_6_2); 
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 float relacio_mitjes = 
mitja_Dijkstraa_total_6_2/mitja_Dijkstraa_total; 
 fprintf(file, "mitja de salts TOTAL amb veinatge 6_2 = %f\n", 
mitja_Dijkstraa_total_6_2); 
 if (desconnectats_6_2==num_nodes+1) 
 { 
  desconnectats_6_2--; 





  fprintf(file, "Nodes desconnectats de H0 = %i\n", 
desconnectats_6_2); 
 } 
 fprintf(file, "Nodes desconnectats de H0 per falta de veins = 
%d\n", nodes_desconnectats_H0); 
 fprintf(file, "Nodes desconnectats de H0 per culpa del 






 //cálcul del nº de veïns per a cada un del sensors 
 desconnectats_normal = 0; 
 for (int contador_sensors = 0; contador_sensors<=num_nodes; 
contador_sensors++) 
 { 
  for (int contador_sensors_horitzontal = 0; 
contador_sensors_horitzontal<=num_nodes; 
contador_sensors_horitzontal++) 
  { 
  
 taula_veinatge[contador_sensors][contador_sensors_horitzontal] = 
0; 
  } 
 } 
 for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
 { 
  distanciax = abs(H0.posicio[0]-
Nodes[contador_sensors].posicio[0]); 
  distanciay = abs(H0.posicio[1]-
Nodes[contador_sensors].posicio[1]); 
  distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
  if (distancia < (sqrt(tres)*radi+2*radi_t)) 
  { 
   H0.veins=H0.veins+1; 
   Nodes[contador_sensors].veins++; 
   taula_veinatge[num_nodes][contador_sensors] = 1; 
   taula_veinatge[contador_sensors][num_nodes] = 1; 
  } 
 } 
 for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
 { 
  for (int contador_sensors2 = 0; 
contador_sensors2<num_nodes; contador_sensors2++) 
  { 
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   distanciax = abs(Nodes[contador_sensors].posicio[0]-
Nodes[contador_sensors2].posicio[0]); 
   distanciay = abs(Nodes[contador_sensors].posicio[1]-
Nodes[contador_sensors2].posicio[1]); 
   distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay));   
   if (distancia < (sqrt(tres)*radi+2*radi_t) && 
distancia!=0) 
   { 
   
 Nodes[contador_sensors].veins=Nodes[contador_sensors].veins+1; 
   
 taula_veinatge[contador_sensors][contador_sensors2]=1; 
   } 
  } 
 } 
 fclose(file); 
 if (H0.veins ==0) 
 { 
  desconnectats_normal++; 
 } 
 for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
 { 
  if (Nodes[contador_sensors].veins ==0) 
  { 
   desconnectats_normal++; 














 mitja_Dijkstraa_total;  
 char grafic[100]; 
 FILE* file; 
 file = fopen (grafic, "w"); 
 
 for (int nodes=0; nodes<=num_nodes; nodes++) 
 { 
  node_origen=nodes; 
  for (int i=0; i<=num_nodes; i++) 
  { 
   encaminament_Dijkstra[i] = 1000000; 
  } 
  encaminament_Dijkstra[node_origen] = 0; 
 
  int salts = 0; 
  int node_actual = node_origen; 
  bool saltsbool = true; 
   
  while (saltsbool == true) 
  { 
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   salts++; 
   saltsbool = false; 
   for (int x=0; x<=num_nodes; x++) 
   { 
    node_actual = x; 
    if (encaminament_Dijkstra[node_actual]!=1000000 
&& encaminament_Dijkstra[node_actual]==salts-1) 
    { 
     for (int i=0; i<=num_nodes; i++) 
     { 
      if 
(taula_veinatge[node_actual][i]==1 && encaminament_Dijkstra[i]>salts) 
      { 
       encaminament_Dijkstra[i] = 
salts; 
       saltsbool = true; 
      } 
     } 
    } 
   } 
  } 
  sprintf(grafic,"%i_dijkstra.txt", node_origen); 
  if (node_origen == num_nodes) 
  { 
   sprintf(grafic,"H0_dijkstra.txt"); 
  } 
  nodes_desconnectats_falta_veins=0; 
  for (int i = 0; i<=num_nodes; i++) 
  { 
   if (i>nodes) 
   { 
    if (encaminament_Dijkstra[i] == 1000000) 
    { 
     taula_salts_Dijkstra[node_origen][i]= 
1000000; 
     taula_salts_Dijkstra[i][node_origen]= 
1000000; 
     nodes_desconnectats_falta_veins++; 
    } 
    else 
    { 
     if (encaminament_Dijkstra[i]!=0) 
     { 
     
 salts_Dijkstraa=salts_Dijkstraa+encaminament_Dijkstra[i]; 
      nodes_desti_salts_Dijkstraa++; 
       
     
 salts_Dijkstraa_total=salts_Dijkstraa_total+encaminament_Dijkstr
a[i]; 
     
 nodes_desti_salts_Dijkstraa_total++; 
 
     
 taula_salts_Dijkstra[node_origen][i]= encaminament_Dijkstra[i]; 
     
 taula_salts_Dijkstra[i][node_origen]= encaminament_Dijkstra[i]; 
     } 
    } 
   } 
  } 




  salts_Dijkstraa=0; 
  nodes_desti_salts_Dijkstraa=0; 
 } 
 
 int numero_connexions=0; 
 int salts=0; 
 nodes_desconnectats_H0=0; 
 for (int nodes=0; nodes<=num_nodes; nodes++) 
 { 
  if (taula_salts_Dijkstra[num_nodes][nodes]== 1000000) 
  { 
   nodes_desconnectats_H0++; 
  } 
  else 
  { 
   for(int i=0; i<=num_nodes;i++) 
   { 
    if (taula_salts_Dijkstra[nodes][i]!=1000000 && 
taula_salts_Dijkstra[nodes][i]!=0 && i>nodes) 
    { 
     numero_connexions++; 
    
 salts=salts+taula_salts_Dijkstra[nodes][i]; 
    } 
   } 
  } 
 } 
 sprintf(grafic,"RESULTATS_CONJUNTS_DIJKSTRA_%f_%i_%f_%f_%f.txt", 
dimensio, num_nodes+1, densitat_sensors, radi, radi_t, repeticio); 
 file = fopen (grafic, "a"); 
 mitja_Dijkstraa_total=float(salts)/float(numero_connexions); 
 fprintf(file, "mitja de salts TOTAL amb Dijkstra normal = %f\n", 
mitja_Dijkstraa_total); 
 fprintf(file, "Nodes desconnectats de H0 = %i\n", 
nodes_desconnectats_H0); 
 fprintf(file, "Nodes desconnectats de H0 per falta de veins = 
%i\n", nodes_desconnectats_H0); 
 fprintf(file, "Nodes desconnectats de H0 per culpa de Dijkstra = 
0\n\n"); 





 missatges++; //missatge broadcast de notificació de Node H0 
 H0.TX++; 
 
 //búsqueda de nodes que reben i processen el missatge broadcast 
enviat per H0 
 for (int contador_sensors = 0; contador_sensors<=num_nodes; 
contador_sensors++) 
 { 
  if (taula_veinatge[num_nodes][contador_sensors] == 1) 
  { 
   Nodes[contador_sensors].RX_processats++; 
  } 
 } 
} 




 //Búsqueda dels sensors que responen al H0 
 for (int contador_sensors = 0; contador_sensors<=num_nodes; 
contador_sensors++) 
 { 
  if (taula_veinatge[contador_sensors][num_nodes] == 1) 
  {    
   missatges ++;  //missatges de resposta dels sensors q 
estan dins el radi de cobertura 
   Nodes[contador_sensors].TX++;//suma als sensors de un 
missatge de resposta 
   H0.RX_processats++;//suma a H0 de cada un dels 
missatges de resposta com a rebuts i processats 
   for (int contador_sensors2 = 0; 
contador_sensors2<num_nodes; contador_sensors2++) 
   { 
    if 
(taula_veinatge[contador_sensors][contador_sensors2] == 1) 
    { 
    
 Nodes[contador_sensors2].RX_no_processats++;//suma del missatge 
rebut però no processat 
    } 
   } 







 double angle = 30; 
 double angle_radians = angle * pi / 180; 
 
 //cálcul jefes veïns de H0 
 H0.posicioILIdeals[0][0] = H0.posicio[0]; 
 H0.posicioILIdeals[0][1] = H0.posicio[1]+sqrt(tres)*radi; 
 H0.posicioILIdeals[1][0] = H0.posicio[0]; 
 H0.posicioILIdeals[1][1] = H0.posicio[1]-sqrt(tres)*radi; 
 H0.posicioILIdeals[2][0] = H0.posicio[0]-
sqrt(tres)*cos(angle_radians)*radi; 
 H0.posicioILIdeals[2][1] = H0.posicio[1]+sqrt(tres)*radi/2; 
 H0.posicioILIdeals[3][0] = 
H0.posicio[0]+sqrt(tres)*cos(angle_radians)*radi; 
 H0.posicioILIdeals[3][1] = H0.posicio[1]+sqrt(tres)*radi/2; 
 H0.posicioILIdeals[4][0] = H0.posicio[0]-
sqrt(tres)*cos(angle_radians)*radi; 
 H0.posicioILIdeals[4][1] = H0.posicio[1]-sqrt(tres)*radi/2; 
 H0.posicioILIdeals[5][0] = 
H0.posicio[0]+sqrt(tres)*cos(angle_radians)*radi; 




 vectory = H0_; 
 int sensor_jefe = -1; 
 
 //búsqueda per a cada ILideal de un node real, si el node no és 
jefe 
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 //però està dins la cobertura es queda com a associat 
 for (int ILs = 0; ILs<6; ILs++) 
 { 
  for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
  { 
   distanciax = abs(H0.posicio[0]-
Nodes[contador_sensors].posicio[0]); 
   distanciay = abs(H0.posicio[1]-
Nodes[contador_sensors].posicio[1]); 
   distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
    
   if (taula_veinatge[contador_sensors][num_nodes]  == 1 
&& ILs == 0 && strcmp(Nodes[contador_sensors].estat, "bootup") == 0) 
//faltaria possar quan estat == associate o head, però en H0 no 
passarà mai 
   { 
    //assignació com a associate d'un sensor 
   
 strcpy(Nodes[contador_sensors].estat,"associate"); 
    Nodes[contador_sensors].cobertura_GS3=true; 
    Nodes[contador_sensors].pare=-1; 
   
 Nodes[contador_sensors].distancia_pare=distancia; 
    Nodes[contador_sensors].posicio_ideal_pare[0] = 
H0.posicio[0]; 
    Nodes[contador_sensors].posicio_ideal_pare[1] = 
H0.posicio[1]; 
    Nodes[contador_sensors].posicio_pare[0] = 
H0.posicio[0]; 
    Nodes[contador_sensors].posicio_pare[1] = 
H0.posicio[1]; 
    Nodes[contador_sensors].iteracio_canvi_estat = 
iteració; 
    Nodes[contador_sensors].RX_processats++; 
   } 
   if (taula_veinatge[contador_sensors][num_nodes]  == 
1) 
   { 
    distanciax = abs(H0.posicioILIdeals[ILs][0]-
Nodes[contador_sensors].posicio[0]); 
    distanciay = abs(H0.posicioILIdeals[ILs][1]-
Nodes[contador_sensors].posicio[1]); 
    distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
     
    if (distancia <= distanciaminima && distancia < 
radi_t) 
    { 
     if (distancia == distanciaminima) 
     //comprovació de l'angle en cas de que hi 
hagi nodes a la mateixa distància 
     {  
      H0_[0] = H0.posicio[0]-
H0.posicioILIdeals[ILs][0]; 
      H0_[1] = H0.posicio[1]-
H0.posicioILIdeals[ILs][1]; 
      C2[0] = 
Nodes[contador_sensors].posicio[0]-H0.posicioILIdeals[ILs][0]; 
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      C2[1] = 
Nodes[contador_sensors].posicio[1]-H0.posicioILIdeals[ILs][1];  
      C1[0] = possible_jefe_real[0]-
H0.posicioILIdeals[ILs][0]; 
      C1[1] = possible_jefe_real[1]-
H0.posicioILIdeals[ILs][1];  
 
      vectorx[0] = H0_[1]; 
      vectorx[1] = -H0_[0]; 
 
      y1 = (C1[1]*vectorx[0]-
C1[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
      x1 = (C1[0]-
y1*vectory[0])/vectorx[0]; 
 
      y2 = (C2[1]*vectorx[0]-
C2[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
      x2 = (C2[0]-
y2*vectory[0])/vectorx[0]; 
 
      if (x2 < 0) 
      { 
        distanciaminima = 
distancia; 
        possible_jefe_real[0] = 
Nodes[contador_sensors].posicio[0]; 
        possible_jefe_real[1] = 
Nodes[contador_sensors].posicio[1]; 
        sensor_jefe = 
contador_sensors; 
      } 
      if (x2 == 0 && y2 < 0) 
      { 
        distanciaminima = 
distancia; 
        possible_jefe_real[0] = 
Nodes[contador_sensors].posicio[0]; 
        possible_jefe_real[1] = 
Nodes[contador_sensors].posicio[1]; 
        sensor_jefe = 
contador_sensors; 
      } 
     } 
     else 
     { 
      distanciaminima = distancia; 
      possible_jefe_real[0] = 
Nodes[contador_sensors].posicio[0]; 
      possible_jefe_real[1] = 
Nodes[contador_sensors].posicio[1]; 
      sensor_jefe = contador_sensors; 
     } 
    } 
   } 
  } 
  if (possible_jefe_real[0] > -1) 
  { 
   H0.posicioRealJefesVeins[ILs][0] = 
possible_jefe_real[0]; 
   H0.posicioRealJefesVeins[ILs][1] = 
possible_jefe_real[1]; 
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  } 
  if (possible_jefe_real[0] == -1) 
  { 
   H0.posicioRealJefesVeins[ILs][0] = 
possible_jefe_real[0]; 
   H0.posicioRealJefesVeins[ILs][1] = 
possible_jefe_real[1]; 
  } 
  else 
  { 
   possible_jefe_real[0] = -1; 
   possible_jefe_real[1] = -1; 
  } 
   distanciaminima = dimensio; 
   if (sensor_jefe > -1) 
   { 
    //assignació com a head d'un sensor 
    Nodes[sensor_jefe].iteracio_canvi_estat = 
iteració; 
    strcpy(Nodes[sensor_jefe].estat,"head"); 
    Nodes[sensor_jefe].cobertura_GS3=true; 
    Nodes[sensor_jefe].pare=-1; 
    Nodes[sensor_jefe].posicio_ideal_pare[0] = 
H0.posicio[0]; 
    Nodes[sensor_jefe].posicio_ideal_pare[1] = 
H0.posicio[1]; 
    Nodes[sensor_jefe].posicio_pare[0] = 
H0.posicio[0]; 
    Nodes[sensor_jefe].posicio_pare[1] = 
H0.posicio[1]; 
    Nodes[sensor_jefe].posicio_ideal[0] = 
H0.posicioILIdeals[ILs][0]; 
    Nodes[sensor_jefe].posicio_ideal[1] = 
H0.posicioILIdeals[ILs][1]; 
   
 H0.caps_veins[H0.numero_caps_veins]=sensor_jefe; 
    H0.numero_caps_veins++; 
   
 Nodes[sensor_jefe].caps_veins[Nodes[sensor_jefe].numero_caps_vei
ns]=num_nodes; 
    Nodes[sensor_jefe].numero_caps_veins++; 
   } 
   sensor_jefe = -1; 
 } 
 strcpy(H0.estat,"work");//El node H0 finalitza el seu procés i 
es queda en estat work 
 missatges ++; //missatge HeadSet del H0 cap a tots els sensors 
dins el radi 
 H0.TX++; //suma d'un missatge transmés a H0 
} 
 
void BucleFuncionament::Head_Org_Nodes_Broadcast(int sensor) 
{ 
 missatges++; //missatge broadcast de notificació de Node jefe 
 Nodes[sensor].TX++;//suma del missatge transmés pel node jefe 
 
  //càlcul distancia a H0, si està dins el rang suma un 
missatge no processat a H0 
  if (taula_veinatge[sensor][num_nodes]==1) 
  { 
   H0.RX_no_processats++; 
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  } 
  //càlcul distancia a la resta de nodes, si està dins el 
rang i està en estat head suma un missatge no processat al node 
  // si està diferent de head suma un missatge rebut i 
processat al node 
  for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
  { 
   if (taula_veinatge[sensor][contador_sensors] && 
strcmp(Nodes[contador_sensors].estat,"head")!=0 && 
sensor!=contador_sensors) 
   { 
    Nodes[contador_sensors].RX_processats++; 
   }    
   if (taula_veinatge[sensor][contador_sensors] && 
strcmp(Nodes[contador_sensors].estat,"head")==0 && 
sensor!=contador_sensors) 
   { 
    Nodes[contador_sensors].RX_no_processats++; 
   } 
  } 
 
} 
void BucleFuncionament::Head_Org_Nodes_SmsSensors(int sensor) 
{ 
 bool envia=false; 
 for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
 { 
  envia=false; 
  //búsqueda dels nodes dins el rang i si estan en estat 
diferent de head responen i la distància és millor respecte a un altre 
possible jefe 
  distanciax = abs(Nodes[sensor].posicio[0]-
Nodes[contador_sensors].posicio[0]); 
  distanciay = abs(Nodes[sensor].posicio[1]-
Nodes[contador_sensors].posicio[1]); 
  distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
  if (taula_veinatge[sensor][contador_sensors]==1 && 
distancia != 0 && strcmp(Nodes[contador_sensors].estat, "head")!= 0 && 
distancia < Nodes[contador_sensors].distancia_pare) 
 
  { 
   missatges ++;  //missatges de resposta dels sensors q 
estan dins el radi de cobertura 
   Nodes[contador_sensors].TX++; //suma un missatge 
transmès als nodes q responen 
   Nodes[sensor].RX_processats++; //suma un missatge al 
node jefe per cada node que ha respòs 
   envia = true; 
  } 
  //búsqueda dels nodes dins el rang en estat associate amb 
un altre possible jefe a la mateixa distància es comproba l'angle  
  if (taula_veinatge[sensor][contador_sensors]==1 && 
distancia != 0 && strcmp(Nodes[contador_sensors].estat, "associate")== 
0 && distancia == Nodes[contador_sensors].distancia_pare) 
 
  { 
   H0_[0] = H0.posicio[0]-
Nodes[contador_sensors].posicio[0]; 
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   H0_[1] = H0.posicio[1]-
Nodes[contador_sensors].posicio[1]; 
   C2[0] = Nodes[contador_sensors].posicio_pare[0]-
Nodes[contador_sensors].posicio[0]; 
   C2[1] = Nodes[contador_sensors].posicio_pare[1]-
Nodes[contador_sensors].posicio[1];  
   C1[0] = Nodes[sensor].posicio[0]-
Nodes[contador_sensors].posicio[0]; 
   C1[1] = Nodes[sensor].posicio[1]-
Nodes[contador_sensors].posicio[1];  
 
   vectorx[0] = H0_[1]; 
   vectorx[1] = -H0_[0]; 
 
   y1 = (C1[1]*vectorx[0]-
C1[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
   x1 = (C1[0]-y1*vectory[0])/vectorx[0]; 
 
   y2 = (C2[1]*vectorx[0]-
C2[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
   x2 = (C2[0]-y2*vectory[0])/vectorx[0]; 
 
   if (x1 < 0) 
   { 
   missatges ++;  //missatges de resposta dels sensors q 
estan dins el radi de cobertura 
   Nodes[contador_sensors].TX++; //suma un missatge 
transmès al sensor 
   Nodes[sensor].RX_processats++; //suma un missatge 
rebut al node jefe 
   envia=true; 
   } 
   if (x1 == 0 && y1 < 0) 
   { 
   missatges ++;  //missatges de resposta dels sensors q 
estan dins el radi de cobertura 
   Nodes[contador_sensors].TX++;//suma un missatge 
transmès al sensor 
   Nodes[sensor].RX_processats++;//suma un missatge 
rebut al node jefe 
   envia=true; 
   } 
  } 
  //Càlcul distància amb H0, si H0 està dins radi cobertura 
rep el missatge i no el processa 
  if (taula_veinatge[contador_sensors][num_nodes]==1 && 
envia==true) 
  { 
   H0.RX_no_processats++; 
  } 
  if(envia==true) 
  { 
   //càlcul distància amb altres nodes i si estan dins 
el radi de cobertura reben el missatge i no el processen 
   for (int contador_sensors2 = 0; 
contador_sensors2<num_nodes; contador_sensors2++) 
   {  
    if 
(taula_veinatge[contador_sensors2][contador_sensors] == 1 && distancia 
!= 0 && contador_sensors2!=sensor) 
    { 
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 Nodes[contador_sensors2].RX_no_processats++; 
    } 
   } 
  } 
 }  
} 
void BucleFuncionament::Head_Org_Nodes_Notificacio(int sensor) 
{ 
 double angle = 30; 
 double angle_radians30 = angle * pi / 180; 
 double angle2 = 60; 
 double angle_radians60 = angle2 * pi / 180; 
 
 //càlcul dels jefes ideals per al sensor jefe 
 if (Nodes[sensor].posicio_ideal_pare[0] == 
Nodes[sensor].posicio_ideal[0] && Nodes[sensor].posicio_ideal_pare[1] 
< Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi + sqrt(tres)*radi/10  
&& Nodes[sensor].posicio_ideal_pare[1] > 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi - sqrt(tres)*radi/10) 
 { 
  Nodes[sensor].posicioILIdeals[0][0] = 
Nodes[sensor].posicio_ideal[0];//IL2-x 
  Nodes[sensor].posicioILIdeals[0][1] = 
Nodes[sensor].posicio_ideal[1]-sqrt(tres)*radi;//IL2-y 
  Nodes[sensor].posicioILIdeals[1][0] = 
Nodes[sensor].posicio_ideal[0]-
sqrt(tres)*radi*cos(angle_radians30);//IL5-x 
  Nodes[sensor].posicioILIdeals[1][1] = 
Nodes[sensor].posicio_ideal[1]-sqrt(tres)*radi/2;//IL5-y 
  Nodes[sensor].posicioILIdeals[2][0] = 
Nodes[sensor].posicio_ideal[0]+sqrt(tres)*radi*cos(angle_radians30);//
IL6-x 
  Nodes[sensor].posicioILIdeals[2][1] = 
Nodes[sensor].posicio_ideal[1]-sqrt(tres)*radi/2;//IL6-y 
 }  
 if (Nodes[sensor].posicio_ideal_pare[0] == 
Nodes[sensor].posicio_ideal[0] && Nodes[sensor].posicio_ideal_pare[1] 




  Nodes[sensor].posicioILIdeals[0][0] = 
Nodes[sensor].posicio_ideal[0];//IL1-x 
  Nodes[sensor].posicioILIdeals[0][1] = 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi;//IL1-y 
  Nodes[sensor].posicioILIdeals[1][0] = 
Nodes[sensor].posicio_ideal[0]-
sqrt(tres)*radi*cos(angle_radians30);//IL3-x 
  Nodes[sensor].posicioILIdeals[1][1] = 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi/2;//IL3-y 
  Nodes[sensor].posicioILIdeals[2][0] = 
Nodes[sensor].posicio_ideal[0]+sqrt(tres)*radi*cos(angle_radians30);//
IL4-x 
  Nodes[sensor].posicioILIdeals[2][1] = 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi/2;//IL4-y   
 }  
 if (Nodes[sensor].posicio_ideal_pare[0] < 
Nodes[sensor].posicio_ideal[0]-
sqrt(tres)*radi*cos(angle_radians30)+sqrt(tres)*radi*cos(angle_radians
30)/10 && Nodes[sensor].posicio_ideal_pare[0] > 
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Nodes[sensor].posicio_ideal[0]-sqrt(tres)*radi*cos(angle_radians30)-
sqrt(tres)*radi*cos(angle_radians30)/10  && 
Nodes[sensor].posicio_ideal_pare[1] < 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi/2+(sqrt(tres)*radi/2)/1




  Nodes[sensor].posicioILIdeals[0][0] = 
Nodes[sensor].posicio_ideal[0];//IL2-x 
  Nodes[sensor].posicioILIdeals[0][1] = 
Nodes[sensor].posicio_ideal[1]-sqrt(tres)*radi;//IL2-y  
  Nodes[sensor].posicioILIdeals[1][0] = 
Nodes[sensor].posicio_ideal[0]+sqrt(tres)*radi*cos(angle_radians30);//
IL4-x 
  Nodes[sensor].posicioILIdeals[1][1] = 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi/2;//IL4-y 
  Nodes[sensor].posicioILIdeals[2][0] = 
Nodes[sensor].posicio_ideal[0]+sqrt(tres)*radi*cos(angle_radians30);//
IL6-x 
  Nodes[sensor].posicioILIdeals[2][1] = 
Nodes[sensor].posicio_ideal[1]-sqrt(tres)*radi/2;//IL6-y 
 }  












  Nodes[sensor].posicioILIdeals[0][0] = 
Nodes[sensor].posicio_ideal[0];//IL2-x 
  Nodes[sensor].posicioILIdeals[0][1] = 
Nodes[sensor].posicio_ideal[1]-sqrt(tres)*radi;//IL2-y 
  Nodes[sensor].posicioILIdeals[1][0] = 
Nodes[sensor].posicio_ideal[0]-
sqrt(tres)*radi*cos(angle_radians30);//IL5-x 
  Nodes[sensor].posicioILIdeals[1][1] = 
Nodes[sensor].posicio_ideal[1]-sqrt(tres)*radi/2;//IL5-y 
  Nodes[sensor].posicioILIdeals[2][0] = 
Nodes[sensor].posicio_ideal[0]-
sqrt(tres)*radi*cos(angle_radians30);//IL3-x 
  Nodes[sensor].posicioILIdeals[2][1] = 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi/2;//IL3-y 
 }  
 if (Nodes[sensor].posicio_ideal_pare[0] < 
Nodes[sensor].posicio_ideal[0]-
sqrt(tres)*radi*cos(angle_radians30)+sqrt(tres)*radi*cos(angle_radians
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  Nodes[sensor].posicioILIdeals[0][0] = 
Nodes[sensor].posicio_ideal[0];//IL1-x 
  Nodes[sensor].posicioILIdeals[0][1] = 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi;//IL1-y  
  Nodes[sensor].posicioILIdeals[1][0] = 
Nodes[sensor].posicio_ideal[0]+sqrt(tres)*radi*cos(angle_radians30);//
IL4-x 
  Nodes[sensor].posicioILIdeals[1][1] = 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi/2;//IL4-y 
  Nodes[sensor].posicioILIdeals[2][0] = 
Nodes[sensor].posicio_ideal[0]+sqrt(tres)*radi*cos(angle_radians30);//
IL6-x 
  Nodes[sensor].posicioILIdeals[2][1] = 
Nodes[sensor].posicio_ideal[1]-sqrt(tres)*radi/2;//IL6-y 
 }  











  Nodes[sensor].posicioILIdeals[0][0] = 
Nodes[sensor].posicio_ideal[0];//IL1-x 
  Nodes[sensor].posicioILIdeals[0][1] = 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi;//IL1-y 
  Nodes[sensor].posicioILIdeals[1][0] = 
Nodes[sensor].posicio_ideal[0]-
sqrt(tres)*radi*cos(angle_radians30);//IL3-x 
  Nodes[sensor].posicioILIdeals[1][1] = 
Nodes[sensor].posicio_ideal[1]+sqrt(tres)*radi/2;//IL3-y 
  Nodes[sensor].posicioILIdeals[2][0] = 
Nodes[sensor].posicio_ideal[0]-
sqrt(tres)*radi*cos(angle_radians30);//IL5-x 
  Nodes[sensor].posicioILIdeals[2][1] = 
Nodes[sensor].posicio_ideal[1]-sqrt(tres)*radi/2;//IL5-y 
 } 
 possible_jefe_real[0] = -1; 
 possible_jefe_real[0] = -1; 
 vectory = H0_; 
 int sensor_jefe = -1; 
 bool control_veins; 
 
 //búsqueda dels nodes reals per a cada jefe ideal 
 for (int ILs = 0; ILs<3; ILs++) 
 { 
  for (int contador_sensors = 0; contador_sensors < 
num_nodes; contador_sensors++) 
  { 
   //comprovació cobertura del node 
   if(taula_veinatge[contador_sensors][sensor]  == 1 && 
ILs == 0 && contador_sensors != sensor) 
   {     
    //càlcul distància del node 
    distanciax = abs(Nodes[sensor].posicio[0]-
Nodes[contador_sensors].posicio[0]); 
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    distanciay = abs(Nodes[sensor].posicio[1]-
Nodes[contador_sensors].posicio[1]); 
    distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
    //si node està associat a un altre jefe a la 
mateixa distància comprova quin angle és millor  
    if (strcmp(Nodes[contador_sensors].estat, 
"associate") == 0 && distancia == 
Nodes[contador_sensors].distancia_pare) 
    { 
      H0_[0] = H0.posicio[0]-
Nodes[sensor].posicioILIdeals[ILs][0]; 
      H0_[1] = H0.posicio[1]-
Nodes[sensor].posicioILIdeals[ILs][1]; 
      C2[0] = 
Nodes[contador_sensors].posicio[0]-
Nodes[sensor].posicioILIdeals[ILs][0]; 
      C2[1] = 
Nodes[contador_sensors].posicio[1]-
Nodes[sensor].posicioILIdeals[ILs][1];  
      C1[0] = possible_jefe_real[0]-
Nodes[sensor].posicioILIdeals[ILs][0]; 
      C1[1] = possible_jefe_real[1]-
Nodes[sensor].posicioILIdeals[ILs][1];  
 
      vectorx[0] = H0_[1]; 
      vectorx[1] = -H0_[0]; 
 
      y1 = (C1[1]*vectorx[0]-
C1[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
      x1 = (C1[0]-
y1*vectory[0])/vectorx[0]; 
 
      y2 = (C2[1]*vectorx[0]-
C2[0]*vectorx[1])/(vectory[1]*vectorx[0]-vectory[0]*vectorx[1]); 
      x2 = (C2[0]-
y2*vectory[0])/vectorx[0]; 
 
      if (x2 < 0) 
      { 
       distanciaminima = distancia; 
       possible_jefe_real[0] = 
Nodes[contador_sensors].posicio[0]; 
       possible_jefe_real[1] = 
Nodes[contador_sensors].posicio[1]; 
       sensor_jefe = 
contador_sensors; 
      
 Nodes[contador_sensors].RX_processats++;//és millor, node rep i 
processa el missatge 
      } 
      else if (x2 == 0 && y2 < 0) 
      { 
       distanciaminima = distancia; 
       possible_jefe_real[0] = 
Nodes[contador_sensors].posicio[0]; 
       possible_jefe_real[1] = 
Nodes[contador_sensors].posicio[1]; 
       sensor_jefe = 
contador_sensors; 
AnnexeIV- Codi del simulador   153 
      
 Nodes[contador_sensors].RX_processats++;//és millor, node rep i 
processa el missatge 
      } 
      else 
      { 
      
 Nodes[contador_sensors].RX_no_processats;//és pitjor, node rep i 
no processa el missatge 
      } 
    } 
    //nodes en estat bootup passen a estat 
associate 
    if (strcmp(Nodes[contador_sensors].estat, 
"bootup") == 0) 
    { 
     strcpy(Nodes[contador_sensors].estat, 
"associate"); 
    
 Nodes[contador_sensors].cobertura_GS3=true; 
     Nodes[contador_sensors].pare=sensor; 
     Nodes[contador_sensors].distancia_pare = 
distancia; 
    
 Nodes[contador_sensors].posicio_ideal_pare[0] = 
Nodes[sensor].posicio_ideal[0]; 
    
 Nodes[contador_sensors].posicio_ideal_pare[1] = 
Nodes[sensor].posicio_ideal[1]; 
     Nodes[contador_sensors].posicio_pare[0] = 
Nodes[sensor].posicio[0]; 
     Nodes[contador_sensors].posicio_pare[1] = 
Nodes[sensor].posicio[1]; 
    
 Nodes[contador_sensors].iteracio_canvi_estat = iteració; 
     Nodes[contador_sensors].RX_processats++; 
    } 
    //nodes associats anteriorment comproven si és 
millor el nou jefe si és així s'associen a ell 
    if (strcmp(Nodes[contador_sensors].estat, 
"associate") == 0 && distancia < 
Nodes[contador_sensors].distancia_pare) 
    { 
     strcpy(Nodes[contador_sensors].estat, 
"associate"); 
    
 Nodes[contador_sensors].cobertura_GS3=true; 
     Nodes[contador_sensors].pare=sensor; 
     Nodes[contador_sensors].distancia_pare = 
distancia; 
    
 Nodes[contador_sensors].posicio_ideal_pare[0] = 
Nodes[sensor].posicio_ideal[0]; 
    
 Nodes[contador_sensors].posicio_ideal_pare[1] = 
Nodes[sensor].posicio_ideal[1]; 
     Nodes[contador_sensors].posicio_pare[0] = 
Nodes[sensor].posicio[0]; 
     Nodes[contador_sensors].posicio_pare[1] = 
Nodes[sensor].posicio[1]; 
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 Nodes[contador_sensors].iteracio_canvi_estat = iteració; 
     Nodes[contador_sensors].RX_processats++; 
    }     
    if (strcmp(Nodes[contador_sensors].estat, 
"head") == 0) 
    { 
    
 Nodes[contador_sensors].RX_no_processats++; 
      
     control_veins=false; 
     for (int i=0; i<6; i++) 
     { 
     
 if(Nodes[sensor].caps_veins[i]==contador_sensors) 
      { 
       control_veins=true; 
      } 
     } 
     if (control_veins == false) 
     { 
     
 Nodes[sensor].caps_veins[Nodes[sensor].numero_caps_veins]=contad
or_sensors; 
      Nodes[sensor].numero_caps_veins++; 
     
 Nodes[contador_sensors].caps_veins[Nodes[contador_sensors].numer
o_caps_veins]=sensor; 
     
 Nodes[contador_sensors].numero_caps_veins++; 
     } 
    } 
    if (strcmp(Nodes[contador_sensors].estat, 
"work") == 0) 
    { 
    
 Nodes[contador_sensors].RX_no_processats++; 
    } 
   } 
   distanciax = 
abs(Nodes[sensor].posicioILIdeals[ILs][0]-
Nodes[contador_sensors].posicio[0]); 
   distanciay = 
abs(Nodes[sensor].posicioILIdeals[ILs][1]-
Nodes[contador_sensors].posicio[1]); 
   distancia = 
sqrt((distanciax*distanciax)+(distanciay*distanciay)); 
   if(distancia <= distanciaminima && distancia < 
radi_t) 
   { 
    distanciaminima = distancia; 
    possible_jefe_real[0] = 
Nodes[contador_sensors].posicio[0]; 
    possible_jefe_real[1] = 
Nodes[contador_sensors].posicio[1]; 
    sensor_jefe = contador_sensors; 
   } 
  } 
  if (possible_jefe_real[0] != -1 && possible_jefe_real[1] != 
-1 || Nodes[sensor].posicioILIdeals[ILs][0] != -1 && 
Nodes[sensor].posicioILIdeals[ILs][1] != -1) 
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  { 
   Nodes[sensor].posicioRealJefesVeins[ILs][0] = 
possible_jefe_real[0]; 
   Nodes[sensor].posicioRealJefesVeins[ILs][1] = 
possible_jefe_real[1]; 
  } 
  possible_jefe_real[0]=-1; 
  possible_jefe_real[1]=-1; 
  distanciaminima = dimensio; 
 
  if (sensor_jefe == -1 ||
 strcmp(Nodes[sensor_jefe].estat, "head") == 0 || 
strcmp(Nodes[sensor_jefe].estat, "work")==0) 
  { 
   control_veins=false; 
   for (int i=0; i<6; i++) 
   { 
    if(Nodes[sensor].caps_veins[i]==sensor_jefe) 
    { 
     control_veins=true; 
    } 
   } 
   if (control_veins == false) 
   { 
   
 Nodes[sensor].caps_veins[Nodes[sensor].numero_caps_veins]=sensor
_jefe; 
    Nodes[sensor].numero_caps_veins++; 
   
 Nodes[sensor_jefe].caps_veins[Nodes[sensor_jefe].numero_caps_vei
ns]=sensor; 
    Nodes[sensor_jefe].numero_caps_veins++; 
   } 
  } 
  else 
  { 
   Nodes[sensor_jefe].pare = sensor; 
   strcpy(Nodes[sensor_jefe].estat,"head"); 
   Nodes[sensor_jefe].cobertura_GS3=true; 
   Nodes[sensor_jefe].pare = sensor; 
   Nodes[sensor_jefe].distancia_pare = distancia; 
   Nodes[sensor_jefe].posicio_ideal_pare[0] = 
Nodes[sensor].posicio_ideal[0]; 
   Nodes[sensor_jefe].posicio_ideal_pare[1] = 
Nodes[sensor].posicio_ideal[1]; 
   Nodes[sensor_jefe].posicio_pare[0] = 
Nodes[sensor].posicio[0]; 
   Nodes[sensor_jefe].posicio_pare[1] = 
Nodes[sensor].posicio[1]; 
   Nodes[sensor_jefe].posicio_ideal[0] = 
Nodes[sensor].posicioILIdeals[ILs][0]; 
   Nodes[sensor_jefe].posicio_ideal[1] = 
Nodes[sensor].posicioILIdeals[ILs][1]; 
 
   control_veins=false; 
   for (int i=0; i<6; i++) 
   { 
    if(Nodes[sensor].caps_veins[i]==sensor_jefe) 
    { 
     control_veins=true; 
    } 
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   } 
   if (control_veins == false) 
   { 
   
 Nodes[sensor].caps_veins[Nodes[sensor].numero_caps_veins]=sensor
_jefe; 
    Nodes[sensor].numero_caps_veins++; 
   
 Nodes[sensor_jefe].caps_veins[Nodes[sensor_jefe].numero_caps_vei
ns]=sensor; 
    Nodes[sensor_jefe].numero_caps_veins++; 
   } 
  } 
  sensor_jefe = -1; 
 
 } 
 strcpy(Nodes[sensor].estat, "work"); 
 missatges++; //<HeadSet> 
 Nodes[sensor].TX++; 
 
 if (taula_veinatge[num_nodes][sensor]==1) 
 { 




BucleFuncionament::BucleFuncionament(float taula_sensors[][2], float 
Big_Node[2], int numeronodes, float radi2, float radi_t2, float 
rectangle2, int repeat) 
{ 
 radi = radi2; 
 radi_t = radi_t2; 
 num_nodes = numeronodes; 
 distanciaminima = rectangle2; 
 dimensio = rectangle2; 
 int missatgesanteriors = 0; 
 missatges = 0; 
 tres = 3; 
 repeticio = repeat+1; 
 densitat_sensors=float(num_nodes+1)/(dimensio*dimensio); 
 //s'assigna a tots els nodes l'estat bootup 
 H0.posicio[0] = Big_Node[0]; 
 H0.posicio[1] = Big_Node[1]; 
 strcpy(H0.estat,"bootup"); 
 H0.veins=0; 
 H0.TX = 0; 
 H0.RX_processats=0; 
 H0.RX_no_processats = 0; 
 H0.veins_6_2 = 0; 
 H0.veins_6_1 = 0; 
 H0.numero_caps_veins=0; 
 for (int i=0; i<6; i++) 
 { 
  H0.caps_veins[i]=-1; 
 } 
 for (int i=0; i<num_nodes; i++) 
 { 
  Nodes[i].posicio[0] = taula_sensors[i][0]; 
  Nodes[i].posicio[1] = taula_sensors[i][1]; 
  strcpy(Nodes[i].estat,"bootup"); 
  Nodes[i].pare=-2; 
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  Nodes[i].iteracio_canvi_estat = 10; 
  Nodes[i].veins = 0; 
  Nodes[i].TX = 0; 
  Nodes[i].RX_no_processats=0; 
  Nodes[i].RX_processats=0; 
  Nodes[i].distancia_pare = distanciaminima*10; 
  Nodes[i].veins_6_2 = 0; 
  Nodes[i].veins_6_1 = 0; 
  Nodes[i].numero_caps_veins=0; 
  Nodes[i].passos_H0=0; 
  for (int x=0; x<6; x++) 
  { 
   Nodes[i].caps_veins[x]=-1; 
  } 
 } 
 
 Calcul_Veins();//càlcul del número de veïns de cada node 
 Calcul_6_Veins_1();//càlcul dels 6 veïns de cada node 
 Calcul_6_Veins_2();//càlcul dels 6 veïns de cada node 
 
 iteració = 0; 
 finalconfiguracio = false; 
  
 char grafic[100]; 
 sprintf(grafic,"%f_%i_%f_%f_%f_%i_RESULTAT.txt", dimensio, 
num_nodes+1, densitat_sensors, radi, radi_t, repeticio); 
 FILE* file2; 
 file2 = fopen (grafic, "w"); 
 //bucle de funcionament, mentre algun node encara fagi alguna 
cosa es mantè en funcionament 
 //un cop el bucle recorre tota la matriu de nodes i no fa res 
vol dir que s'ha acabat la configuració 
 while (finalconfiguracio == false) 
 { 
  iteració = iteració++; 
  finalconfiguracio = true; 
   
   if (strcmp(H0.estat, "bootup") == 0 && iteració == 1) 
   { 
    finalconfiguracio = false; 
    //H0 envia el misatge broadcast a tots els 
nodes dins la seva cobertura 
    Head_Org_H0_Broadcast(); 
   } 
   if (strcmp(H0.estat, "bootup") == 0 && iteració == 2) 
   { 
    finalconfiguracio = false; 
    //Els nodes dins la cobertura de H0 responen al 
missatge  
    Head_Org_H0_SmsSensors(); 
   } 
   if (strcmp(H0.estat, "bootup") == 0 && iteració == 3) 
   { 
    finalconfiguracio = false; 
    //H0 calcula els nodes jefes i notifica a cada 
node dins la seva cobertura el seu nou estat 
    //Els nodes que canvien d'estat poden passar a 
ser jefes en estat head o nodes en estat associate 
    //H0 passa a estat work 
    Head_Org_H0_Notificacio(); 
   } 
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  for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
  { 
   if (strcmp(Nodes[contador_sensors].estat,"head")==0 
&& Nodes[contador_sensors].iteracio_canvi_estat==iteració-1) 
   { 
    finalconfiguracio = false; 
    //node jefe envia el missatge broadcast per a 
buscar els nodes dins la seva cobertura 
    Head_Org_Nodes_Broadcast(contador_sensors); 
   } 
 
   if (strcmp(Nodes[contador_sensors].estat,"head")==0 
&& Nodes[contador_sensors].iteracio_canvi_estat==iteració-2) 
   { 
    finalconfiguracio = false; 
    //nodes dins la cobertura del node jefe 
responen si és el cas 
    Head_Org_Nodes_SmsSensors(contador_sensors); 
   } 
 
   if (strcmp(Nodes[contador_sensors].estat,"head")==0 
&& Nodes[contador_sensors].iteracio_canvi_estat==iteració-3) 
   { 
    finalconfiguracio = false; 
    //node calcula els nodes jefes i notifica a 
cada node dins la seva cobertura el seu nou estat (si és que han de 
canviar d'estat) 
    //Els nodes que canvien d'estat poden passar a 
ser jefes en estat head o nodes en estat associate 
    //el node jefe passa a estat work 
    Head_Org_Nodes_Notificacio(contador_sensors); 
   } 
  } 
  if (missatgesanteriors < missatges) 
  { 
   printf ("iteracions = %d, missatges = %d\n", 
iteració, missatges); 
   fprintf(file2, "%d missatges en la iteració %d\n", 
missatges-missatgesanteriors, iteració); 
  } 




 printf ("\nRESULTAT FINAL:\n\niteracions = %d\nmissatges = 
%d\n", iteració, missatges); 
 
 sprintf(grafic,"%f_%i_%f_%f_%f_%i_RESULTAT_NODES.txt", dimensio, 
num_nodes+1, densitat_sensors, radi, radi_t, repeticio); 
 FILE* file; 
 file = fopen (grafic, "w"); 
 int sms = 0; 
 int sms_rebuts_processats = 0; 
 int sms_rebuts_no_processats = 0; 
 int associatssensor=0; 
 for (int contador_sensors = 0; contador_sensors<num_nodes; 
contador_sensors++) 
 { 
  if(Nodes[contador_sensors].pare==-1) 
  { 
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   associatssensor++; 
  } 
 } 
 fprintf(file, "H0: %f, %f\, veïns = %d, associats = %d, 
missatges enviats = %d, missatges rebuts-processats = %d, missatges 
rebuts-NoProcessats = %d\n" 
  , H0.posicio[0], H0.posicio[1], H0.veins, 
associatssensor,H0.TX, H0.RX_processats, H0.RX_no_processats); 
 sms = H0.TX; 
 sms_rebuts_processats = H0.RX_processats; 
 sms_rebuts_no_processats = H0.RX_no_processats; 
 for (int i=0; i<num_nodes; i++) 
 { 
  if (Nodes[i].pare == -2) 
  { 
   sms = sms + Nodes[i].TX; 
   sms_rebuts_processats = sms_rebuts_processats + 
Nodes[i].RX_processats; 
   sms_rebuts_no_processats = sms_rebuts_no_processats + 
Nodes[i].RX_no_processats; 
   fprintf(file,"node: %d, %f, %f, estat: %s El node 
està fora de cobertura, veins: %d, SMS enviats: %d, SMS rebuts-
processats: %d, SMS rebuts-NoProcessats: %d\n", 
    i, Nodes[i].posicio[0], Nodes[i].posicio[1],  
Nodes[i].estat, Nodes[i].veins, Nodes[i].TX, Nodes[i].RX_processats, 
Nodes[i].RX_no_processats); 
  } 
  else if(strcmp(Nodes[i].estat,"work")==0) 
  { 
   associatssensor=0; 
   for (int contador_sensors = 0; 
contador_sensors<num_nodes; contador_sensors++) 
   { 
    if(Nodes[contador_sensors].pare==i) 
    { 
     associatssensor++; 
    } 
   } 
   sms = sms + Nodes[i].TX; 
   sms_rebuts_processats = 
sms_rebuts_processats+Nodes[i].RX_processats; 
   sms_rebuts_no_processats = 
sms_rebuts_no_processats+Nodes[i].RX_no_processats; 
   if(Nodes[i].pare == -1) 
   { 
    fprintf(file,"node: %d, %f, %f, %s, pare o 
associat a: H0, iteracio de configuracio: %d, veins: %d, associats: 
%d, SMS enviats: %d, SMS rebuts-processats: %d, SMS rebuts-
NoProcessats: %d\n",  
    i, Nodes[i].posicio[0], Nodes[i].posicio[1],  
Nodes[i].estat,  Nodes[i].iteracio_canvi_estat, 
Nodes[i].veins,associatssensor, Nodes[i].TX, Nodes[i].RX_processats, 
Nodes[i].RX_no_processats); 
   } 
   else 
   { 
    fprintf(file,"node: %d, %f, %f, %s, pare o 
associat a: %d, iteracio de configuracio: %d, veins: %d associats: %d, 
SMS enviats: %d, SMS rebuts-processats: %d, SMS rebuts-NoProcessats: 
%d\n",  
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     i, Nodes[i].posicio[0], 
Nodes[i].posicio[1],  Nodes[i].estat, Nodes[i].pare, 
Nodes[i].iteracio_canvi_estat, Nodes[i].veins,associatssensor, 
Nodes[i].TX, Nodes[i].RX_processats, Nodes[i].RX_no_processats); 
 
   } 
  } 
  else if(Nodes[i].pare == -1 && 
strcmp(Nodes[i].estat,"work")!=0) 
  { 
   sms = sms + Nodes[i].TX; 
   sms_rebuts_processats = 
sms_rebuts_processats+Nodes[i].RX_processats; 
   sms_rebuts_no_processats = 
sms_rebuts_no_processats+Nodes[i].RX_no_processats; 
   fprintf(file,"node: %d, %f, %f, %s, pare o associat 
a: H0, iteracio de configuracio: %d, veins: %d SMS enviats: %d, SMS 
rebuts-processats: %d, SMS rebuts-NoProcessats: %d\n",  
    i, Nodes[i].posicio[0], Nodes[i].posicio[1],  
Nodes[i].estat, Nodes[i].iteracio_canvi_estat, Nodes[i].veins, 
Nodes[i].TX, Nodes[i].RX_processats, Nodes[i].RX_no_processats); 
  } 
  else 
  { 
   sms = sms + Nodes[i].TX; 
   sms_rebuts_processats = 
sms_rebuts_processats+Nodes[i].RX_processats; 
   sms_rebuts_no_processats = 
sms_rebuts_no_processats+Nodes[i].RX_no_processats; 
   fprintf(file,"node: %d, %f, %f, %s, pare o associat 
a: %d, iteracio de configuracio: %d, veins: %d SMS enviats: %d, SMS 
rebuts-processats: %d, SMS rebuts-NoProcessats: %d\n",  




  } 
 } 
 fprintf(file, "sms totals enviats: %d\n", sms); 
 fprintf(file, "sms totals rebuts i processats: %d\n", 
sms_rebuts_processats); 





dimensio, num_nodes+1, densitat_sensors, radi, radi_t, repeticio); 
 file = fopen (grafic, "w"); 
 for (int i=0; i<num_nodes; i++) 
 { 
  if(Nodes[i].pare == -1 && strcmp(Nodes[i].estat,"work")==0) 
  { 
   fprintf(file,"node cap: %d [%f, %f] escollit per H0 
[%f, %f]\n",  
    i, Nodes[i].posicio[0], Nodes[i].posicio[1], 
H0.posicio[0], H0.posicio[1]); 
  } 
  else if(strcmp(Nodes[i].estat,"work")==0) 
  { 
   fprintf(file,"node cap: %d [%f, %f] escollit per %d 
[%f, %f]\n",  
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    i, Nodes[i].posicio[0], Nodes[i].posicio[1],  
Nodes[i].pare, Nodes[i].posicio_pare[0], Nodes[i].posicio_pare[1]); 




 int area = dimensio*dimensio; 
 float area_busqueda_nodes = radi_t*radi_t*pi; 
 nodes_fora_cobertura=0; 
 int numero_jefes=1; //1 per H0 no conta 
 int numero_nodes_associats=0; 
 
 for (int i=0; i<num_nodes; i++) 
 { 
  if (Nodes[i].pare == -2) 
  { 
   nodes_fora_cobertura=nodes_fora_cobertura++; 
  } 
  else if(strcmp(Nodes[i].estat,"work") == 0) 
  { 
   numero_jefes=numero_jefes++; 
  } 
  else 
  { 
   numero_nodes_associats=numero_nodes_associats++; 
  } 
 } 
 
 printf ("Numero nodes: %d\nNumero caps seleccionats: %d\nNodes 
associats: %d\nNodes fora cobertura: %d\n",  




 fprintf(file2, "ITERACIONS: %d\nMISSATGES TOTALS ENVIATS: %d\n", 
iteració, missatges); 
 fprintf(file2, "MISSATGES TOTALS REBUTS I PROCESSATS: 
%d\nMISSATGES REBUTS I NO PROCESSATS: %d\n", sms_rebuts_processats, 
sms_rebuts_no_processats); 
 
 //fprintf(file2, "H0 = %f, %f\n", H0.posicio[0], H0.posicio[1]); 
 fprintf(file2, "Numero de caps seleccionats = %d\n", 
numero_jefes); 
 fprintf(file2, "Numero de nodes associats = %d\n", 
numero_nodes_associats); 
 fprintf(file2, "Nodes desconnectats de H0 = %d\n", 
nodes_fora_cobertura); 
 fprintf(file2, "Nodes desconnectats de H0 per falta de veins = 
%d\n", nodes_desconnectats_H0); 





dimensio, num_nodes+1, densitat_sensors, radi, radi_t); 
 //FILE* file; 
 file = fopen (grafic, "a"); 
 fprintf(file, "Numero de caps seleccionats = %d\n", 
numero_jefes); 
 fprintf(file, "Numero de nodes associats = %d\n", 
numero_nodes_associats); 
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 fprintf(file, "Nodes desconnectats de H0 = %d\n", 
nodes_fora_cobertura); 
 fprintf(file, "Nodes desconnectats de H0 per falta de veins = 
%d\n", nodes_desconnectats_H0); 
 fprintf(file, "Nodes desconnectats de H0 per culpa de GS3 = 
%d\n", nodes_fora_cobertura-nodes_desconnectats_H0); 




   Nodes[num_nodes].caps_veins[0]=H0.caps_veins[0];    
   Nodes[num_nodes].caps_veins[1]=H0.caps_veins[1]; 
   Nodes[num_nodes].caps_veins[2]=H0.caps_veins[2]; 
   Nodes[num_nodes].caps_veins[3]=H0.caps_veins[3]; 
   Nodes[num_nodes].caps_veins[4]=H0.caps_veins[4]; 
   Nodes[num_nodes].caps_veins[5]=H0.caps_veins[5]; 
   Nodes[num_nodes].numero_caps_veins=H0.numero_caps_veins; 
 
 //Encaminament 
 Encaminament_GS3_capcomu(); 
 Encaminament_GS3_millorcami(); 
} 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
