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El Sistema Automatitzat de Correcció de Programes (SCP) és un programa destinat a 
ser una eina de suport a la docència dels estudis informàtics. El seu principal objectiu 
és permetre als professors avaluar la habilitat dels estudiants programant de forma 
automàtica. També busca ensenyar als estudiants enfrontant-se a una sèrie de 
desafiaments i aprendre els fonaments de la informàtica d’una forma atractiva i amena. 
 
Els professors crearan tasques que els alumnes hauran de lliurar mitjançant aquest 
programa, que automàticament seran compilades i executades. El resultat de 
l’execució serà comparat amb els tests establerts dins d’aquella tasca pel professorat, 
establint si els supera o no. Un cop realitzats els tests corresponents el professor tindrà 
accés als resultats. 
 
Altres estudiants ja havien treballat en aquest projecte anteriorment, ampliant-lo i 
millorant-lo per tal d’obtenir un programa potent, segur, estable, de fàcil utilització, 
fiable i, sobretot, útil. A part de l’estudiant que va iniciar el projecte, cadascun dels 
estudiants que el van ampliar es van centrar en diferents aspectes per millorar-lo, ja 
fos la ampliació de llenguatges suportats, millora en la interfície o correcció d’errors. 
 
He orientat el projecte a analitzar i millorar la seguretat de l’aplicació SCP. El pas previ, 
però, ha estat fer recerca sobre auditories informàtiques, perills habituals, com 
detectar punts febles, tecnologies de hacking i de defensa i altra documentació 
relacionada. 
 
L’anàlisi m’ha portat a trobar diverses vulnerabilitats que exposaven el programa a 
atacs externs. Un d’aquests problemes era la falta de control pel llenguatge Python, 
que a més de no ser compilat és un dels llenguatges més potents per efectuar un atac 
informàtic. L’altre problema resultant de l’anàlisi i que he solucionat ha estat la falta 
d’un control del temps d’execució, que és una amenaça molt perillosa per aplicacions 
amb la nostra naturalesa. 





El Sistema Automatizado de Corrección de programas (SCP) es un programa 
destinado a ser una herramienta de soporte para la enseñanza de la informática. Su 
principal objetivo es permitir que los maestros evalúen la capacidad de los estudiantes 
de programación de forma automática. También pretende enseñar a los estudiantes 
enfrontándose a una serie de desafíos y aprender los fundamentos de la informática 
de forma atractiva y amena. 
  
Los profesores crearán tareas que los alumnos deberán entregar mediante este 
programa, que automáticamente serán compiladas y ejecutadas. El resultado de la 
ejecución será comparado con los test establecidos dentro de aquella tarea por el 
profesorado, estableciendo si los supera o no. Una vez realizados los test 
correspondientes el profesor tendrá acceso a los resultados. 
 
Otros estudiantes ya habían trabajado en este proyecto anteriormente, ampliándolo y 
mejorándolo para obtener un programa potente, seguro, estable, de fácil utilización, 
fiable y, sobre todo, útil. Aparte del estudiante que inició el proyecto, cada uno de los 
estudiantes que lo ampliaron se centraron en diferentes aspectos para mejorarlo, ya 
fuera en la ampliación de lenguajes soportados, mejora en la interfaz o corrección de 
errores. 
 
He orientado el proyecto a analizar y mejorar la seguridad de la aplicación SCP. El 
paso previo, sin embargo, ha sido investigar sobre auditorías informáticas, peligros 
habituales, como detectar puntos débiles, tecnologías de hacking y de defensa y 
demás documentación relacionada. 
 
El análisis me ha llevado a encontrar varias vulnerabilidades que exponían el 
programa a ataques externos. Uno de estos problemas era la falta de control para el 
lenguaje Python, que además de no ser compilado es uno de los lenguajes más 
potentes para efectuar ataques informáticos. El otro problema resultante del análisis 
y que he solucionado ha sido la falta de un control del tiempo de ejecución, que es 
una amenaza muy peligrosa para aplicaciones con nuestra naturaleza. 





The Automated System Correction Program (SCP) has been designed as a teaching 
Computer Science’s support tool. Its main purpose is allowing teachers to evaluate 
automatically the programming skills. Also, it can be used for helping students facing 
challenges and learning computing knowledges in an entertaining and interactive 
way 
  
Teachers could create tasks that the students should submit, and which will be 
compiled and executed by the program afterwards. The final work will be compared 
with the one set by the teacher, and deciding if the output has fulfilled all the 
requirements. Once the tests has been carried out, the teacher will have access to 
the results. 
 
Other students had already worked on this project previously. They had looked for 
extending and improving the program , in order to make it more secure, stable, easy 
to use, reliable and, above all, useful. The project was started by a student who 
created the principal bases, and the rest of the developments had been centered on 
improving different aspects, like the expansion of supported languages, as well as 
the interface and bug fixes. 
 
I have directed the project with the intention of analyze and improving the security of 
SCP. However, the first step has been learning about computer audits, common 
dangers, how to detecting weaknesses, hacking and defense technologies and other 
related documentation. 
 
The analysis showed me a lot of vulnerabilities that exposed the program to external 
attacks. One of these problems was the lack of control for the Python language, that 
has no need of being compiled and is being used by a lot of hackers. In addtion, it 
has been found a computer error in the runtime control, which is a very dangerous 
threat that could put in risk the properly functioning of the application. 
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Aquest TFG és l’ampliació de projectes anteriors orientats a crear el programa Sistema 
Corrector de Programes (SCP). Aquest programa pretén ser una eina futura per a la 
Universitat de Barcelona, orientada a corregir de forma automàtica programes enviats 
pels alumnes, executant el codi lliurat i comparant els resultats amb els resultats 
esperats, que haurà enviat prèviament el professor corresponent. 
 
Aquesta aplicació seria una eina molt potent en el sentit que retornaria als alumnes 
una correcció en temps real i que alhora es podria presentar com una prova de 
superació, podent fins i tot competir amb els companys i companyes. També seria una 
ajuda excel·lent per que l’alumne aprengui els fonaments de la informàtica mitjançant 
petites tasques. A més facilitaria en gran mesura als professors i professores  en la 
tasca de corregir codi, feina que en molts casos es llarga i difícil. A part de la correcció 
també serviria com a magatzem on els alumnes lliuren les tasques i el professor 
pogués realitzar una correcció manual. 
 
Aquest programa no és cap innovació, en el sentit que moltes universitats del món ja 
utilitzen eines similars per millorar la docència i deslliurar als docents de hores de feina 
que poden realitzar a altres tasques com la investigació. Sense anar més lluny, a la 
veïna Facultat d’Informàtica de Barcelona (FIB) tenen el Jutge, que durant els primers 




Com he dit anteriorment, aquest treball es la continuació d’un projecte més gran. A 
continuació exposo en que han consistit les versions anteriors: 
 
Originàriament el projecte tractava d’una web que, mitjançant Java Servlets, un usuari 
podia pujar codi comprimit i el sistema s’encarregava de descomprimir, compilar, 
executar i retornar un fitxer on hi constaven les dades de compilació i execució. 
Aquestes dades eren mostrades a traves de la pàgina. L’encarregat d’iniciar el 
projecte va ser Jordi Saltavella. 
 
Posteriorment, l’aleshores alumne Daniel Gil, va reprendre el projecte. Va enfocar el 
seu treball en millorar la robustesa i extensibilitat del codi. Per aconseguir aquest 
objectiu va utilitzar eines i frameworks com ara MySQL, Hibernate, Primefaces i 
d’altres, que tenen una àmplia documentació. 
 
La continuació, realitzada per Jordi Serral, va implicar millores en la interfície web, per 
permetre un volum elevat d’usuaris sense comprometre la integritat del sistema. Es va 
fer de l’aplicació una eina més útil i fàcil d’utilitzar, per millorar l’experiència de l’usuari. 
A més es van afegir els diferents rols de administrador, professor i alumne, 
imprescindibles per programes d’aquesta naturalesa. 
 
Enrique Muñoz va ser l’encarregat de continuar el projecte, centrant-se en millorar 
l’automatització del procés de compilació i execució dels programes enviats pels 
usuaris. Ell va crear una nova eina anomenada SecuritySCP, que es comunicava amb 
l’aplicació web mitjançant la tecnologia RMI i era l’encarregat de les tasques de 




compilar , executar codi i retornar el fitxer amb la seva sortida corresponent, que a la 
seva vegada s’enviava a la pàgina perquè l’usuari el visualitzés. 
 
Per últim, Òscar Montañés, l’encarregat més recent d’ampliar el projecte, va 
implementar el SCP en la seva versió 4.0. Va augmentar la seguretat de l’aplicació 
tenint en compte que el codi executat per l’aplicació podria ser maliciós. També va 
solucionar alguns bugs que va detectar i va ampliar la llista de tasques pendents a 
realitzar abans que el projecte pugui ser utilitzat per la universitat. 
 
També convé comentar el fet que fins ara el director del projecte ha estat Lluís Garrido, 
però per aquesta versió l’encarregat de supervisar ha estat l’Àlex Pardo, tot i que en 




L’objectiu principal i primera motivació d’aquest treball es aconseguir una eina que la 
universitat pugui fer servir per a facilitar l’aprenentatge a futurs alumnes, a més de 
mecanitzar i facilitar la tasca d’avaluar per part dels docents. Aquest punt es comú a 
tots els predecessors que han treballat en aquest projecte, i de segur coincidiríem en 
un interès per que aquest es pogués posar en funcionament quant abans millor, i per 
això cal implementar i integrar les funcionalitats restants en el mínim temps possible. 
 
Veient el propòsit d’aquesta aplicació, hom pot adonar-se que una de les principals 
preocupacions serà minimitzar al màxim les opcions d’un atac informàtic, per 
desgràcia tant habituals en aquests temps, cosa que generarà tasques vàries. Una 
d’aquestes tasques és l’anàlisi de la aplicació en termes de seguretat, que serà la 
primera de les feines que realitzaré, seguit d’una cerca de possibles solucions als 
punts dèbils trobats. Per últim implementaré les solucions que em semblin més 




El desenvolupament del projecte ha seguit una metodologia incremental basada en 
entrevistes setmanals amb el meu tutor, l’Àlex Pardo, on s’establien les tasques per la 
setmana següent i es comprovaven les de la setmana anterior. 
 
S’ha de dir que, degut a motius de gestió acadèmica aliens al projecte en sí, vaig 
iniciar a treballar-hi més tard del normal, i això m’ha portat a trobar-me amb molta feina 
aquestes últimes dues setmanes. 
 
Com el tema era nou per a mi, he organitzat la feina de forma que primer de tot he 
realitzat una recerca sobre auditories i tecnologies relacionades amb la seguretat i 
contra-seguretat, desprès he buscat possibles problemes dins de l’aplicació, he 
realitzat una segona recerca per trobar solucions a aquelles vulnerabilitats, he 
implementat aquestes solucions trobades i per últim he analitzat el resultat. 
 
A continuació explico a grans trets quines han estat les tasques realitzades setmana 
a setmana: 





Setmana 1 - 16 de març 
 Organització del projecte 
 Recerca sobre les auditories 
 
Setmana 2 - 23 de març 
 Recerca sobre les auditories 
 
Setmana 3 - 30 de març 
 Informe: auditories 
 
Setmana 4 - 6 d’abril 
 Cerca sobre XSS 
 Buscar exemples similars a SCP (Jutge, Amazon Cloud, Azure, etc.) 
 Recerca sobre AppArmour 
 
Setmana 5 - 13 d’abril 
 Recerca sobre els perills de Python (per exemple pyrasite) 
 Recerca sobre sandbox 
 
Setmana 6 - 20 d’abril 
 Proves amb pyrasite 
 Recerca sobre Jython 
 Exemples d’atacs remots utilitzant Python 
 
Setmana 7 - 27 d’abril 
 Pros/contres de PySandbox 
 Documentar-se sobre sandbox de caràcter general (independents del 
llenguatge) 
 Cercar solucions al problema de PyPy amb les llibreries 
 
Setmana 8 - 4 de maig 
 Iniciar la implementació d’un programa que comprovi les llibreries de python 
amb un parser 
 
Setmana 9 - 11 de maig 
 Informe: Introducció i Recerca 




 Integrar detecció de paràmetres al parser de llibreries 
 
Setmana 10 - 18 de maig 
 Arreglar i integrar el parser a SCP 
 
Setmana 11 - 25 de maig 
 Integrar el parser a SCP 
 
Setmana 12 - 1 de juny 
 Integrar el parser a SCP 
 
Setmana 13 - 8 de juny 
 Integrar limitació del temps d’execució a SCP 
 Informe: Problemes i Solucions 
 
Setmana 14 - 15 de juny 
 Correcció d’errors del programa 
 Informe: Anàlisi i Implementació 
 
Setmana 15 - 22 de juny 
 Informe: Resultats, Conclusions i Treball futur 




2. Auditoria Informàtica 
Ens basarem en les auditories informàtiques per analitzar la nostra aplicació, però 
primer necessitarem informar-nos-en per saber què és, què ens aporta i quins tipus 
n’hi ha, a més de mostrar un breu llistat de les amenaces que enfronta. Aquí en teniu 
un breu resum: 
 
 
2.1 Què és? 
L’auditoria informàtica consisteix en el procés de detectar, agrupar i avaluar dades per 
determinar si un determinat Sistema d’Informació salvaguarda l’actiu empresarial 
mantenint la integritat de les dades, portant a bon terme els objectius de l’organització, 
utilitzant eficientment els recursos i complint les lleis i regulacions establertes. [2] 
 
Al realitzar l’auditoria principalment s’estudien els mecanismes de control implantats 
en l’empresa, determinant si aquests son correctes i es troben dins dels objectius. 
Aquest estudi s’acompanyarà d’un anàlisi dels sistemes d’informació tenint en compte 
les entrades, procediments, arxius, seguretat, obtenció de les dades i els mecanismes 
de control, que poden ser directius, preventius, de detecció, correctius o de 
recuperació davant d’una fallada. L’estudi haurà d’incloure una recomanació amb 
possibles canvis per tal de resoldre els errors detectats. 
 
Els seus objectius son: 
 
 Control de la funcionalitat informàtica. 
 L’anàlisi de l’eficiència del sistema. 
 La verificació del compliment de la Normativa. 
 La revisió d’una gestió eficaç dels recursos. 
 Comprovar la seguretat de la informació.  
 
 
2.2 Tipus d’Auditoria Informàtica 
Dins del món de l’auditoria informàtica hi ha diferents tipus, ara n’explicarem alguns: 
 
 Auditoria de la gestió: Referent a la contractació de bens i serveis, 
documentació dels programes, etc. 
 Auditoria legal: Compliment de les mesures de seguretat exigides pel reglament 
de desenvolupament de la Llei Orgànica de Protecció de Dades. 
 Auditoria de les dades: Classificació de les dades, estudi de les aplicacions i 
dels diagrames de flux. 
 Auditoria de les bases de dades: Controls d’accés, d’actualització, d’integritat i 
de qualitat de les dades. 




 Auditoria de seguretat: Referent a dades i informació verificant disponibilitat, 
integritat, confidencialitat, autenticació i que no siguin rebutjades. 
 Auditoria de la seguretat física: Comprovació de la ubicació de l’organització (o 
establiment d’un sistema que en formi part), evitant llocs de risc i en alguns 
casos no revelant-ne la localització. També s’analitzen les proteccions externes 
(reixes de seguretat, vigilants, etc.) i proteccions de l’entorn (vulnerabilitats de 
la xarxa física o d’altres). 
 Auditoria de seguretat lògica: Estudi dels mètodes d’autenticació dels sistemes 
d’informació. 
 Auditoria de les comunicacions: Estudi dels mètodes d’autenticació dels 
sistemes de comunicació. 
 Auditoria de la seguretat en producció: Per evitar errors, accidents o fraus. 
 
De totes aquestes jo em centraré en les auditories que gestionen la seguretat, més 
concretament la seguretat del nostre software, sense entrar en anàlisis de la estructura física 
de la xarxa. 
 
 
2.3 L’auditoria de seguretat informàtica 
Una auditoria de seguretat informàtica o auditoria de seguretat de sistemes 
d’informació es l’estudi que comprèn l’anàlisi i la gestió de sistemes per identificar, 
enumerar i descriure les vulnerabilitats que poden presentar-se en una revisió d’un 
sistema informàtic. [2] 
 
Aquestes auditories permeten conèixer en el moment de la seva realització quina es 
la situació exacta dels actius d’un sistema de la informació en quant a protecció, 
control i mesures de seguretat. 
 
Mitjançant els resultats obtinguts, s’entrega una documentació pels propietaris del 
sistema per tal de que aquests estableixin mesures de reforç i correcció seguint un 
procés seqüencial que els permeti millorar la seguretat del seu sistema aprenent dels 
errors comesos amb anterioritat. 
 
Aquests tipus d’auditoria consten de set fases: 
 
 Enumeració de les xarxes, topologies i protocols. 
 Comprovació del compliment dels estàndards internacionals (p. ex. ISO). 
 Identificació del sistema operatiu. 
 Anàlisi de serveis i aplicacions. 
 Detecció, comprovació i avaluació de vulnerabilitats. 
 Mesures específiques de correcció. 
 Recomanació sobre mesures preventives. 





Les auditories de seguretat també poden subdividir-se segons el seu propòsit i 
objectius: 
 
 Seguretat interna: Es comprova el nivell de seguretat i privacitat de les xarxes 
locals de caràcter intern. 
 Seguretat perimetral: S’analitza la xarxa local en el perímetre de l’empresa en 
funció del nivell de seguretat que ofereix davant d’accessos exteriors. 
 Test d’intrusió: És un mètode que posa a prova l’accés no desitjat al sistema, 
per comprovar el nivell de resistència a intrusions no desitjades.  
 Anàlisi forense: Es una metodologia d’estudi ideal en cas que s’hagi donat un 
incident real, mitjançant el qual s’intenta reconstruir de quina manera s’ha 
penetrat al sistema i a la vegada s’analitzen els danys provocats. D’aquesta 
metodologia també se’n pot dir anàlisi postmortem en cas que la intrusió hagi 
deixat el sistema inoperatiu. 
 Pàgines web: És l’anàlisi extern de la web, comprovant la vulnerabilitat a la 
injecció de codi SQL, verificació d’existència i anul·lació de possibilitats de 
Cross Site Scripting (XSS), etc. 
 Codi d’aplicacions: Anàlisi del codi d’una aplicació de qualsevol propòsit, 
independentment del llenguatge utilitzat. 
 
Realitzar auditories de seguretat amb certa freqüència assegura la integritat dels 
controls de seguretat als sistemes de la informació. Canviar constantment les 
configuracions, instal·lar pedaços (patches), actualitzacions i l’adquisició de nou 
hardware fan necessari realitzar aquestes auditories contínuament. 
 
Degut a la naturalesa de la nostra aplicació i que aquesta encara no s’ha utilitzat amb 
usuaris reals, realitzarem tests d’intrusió per provar fins a quin punt el nostre sistema 
està protegit i analitzarem el codi cercant possibles vulnerabilitats 
 
 
2.4 Tipus d’amenaça 
Son moltes les amenaces a que poden afectar a un sistema informàtic. A continuació 
n’oferim diferents classificacions: 
 
 
Amenaces per l’origen 
Identifiquem les amenaces segons si provenen d’una xarxa pròpia o d’una externa. 
Aquesta diferencia es important si tenim en compte que connectar la nostra xarxa a 
una externa augmenta la possibilitat d’atacs. Tot i així cal destacar que segons el 
Computer Security Institute (CSI) de San Francisco la majoria dels incidents a una 
xarxa provenen d’aquesta mateixa. 
 
Si les analitzem en l’àmbit de l’origen, les amenaces poden ser de dos tipus: 





 Amenaça interna: Aquest tipus pot ser el més perillós, ja que pot estar provocat 
per treballadors i empleats (de la mateixa empresa o subcontractats) amb accés 
a la xarxa i podent tenir coneixements i drets d’accés a la mateixa. A més, els 
sistemes de prevenció d’intrusos i els firewalls son menys eficaços contra 
aquests atacs. 
 Amenaces externes: El fet de que l’atacant no conegui la xarxa juga a favor de 
l’administrador d’aquesta, ja que el primer haurà de realitzar cerques de 
vulnerabilitats que poden ser força costoses. 
 
En el nostre cas ens preocupa la primera, ja que utilitzem una xarxa oberta a usuaris 
via internet, i és precisament d’aquests usuaris de qui ens haurem de protegir. 
 
 
Amenaces per l’efecte 
Aquesta classificació es fonamenta en l’efecte que ha causat l’atac. Alguns dels 
efectes podrien ser els següents: 
 
 Robatori d’informació. 
 Destrucció d’informació. 
 Provocar la inoperativitat o mal funcionament del sistema. 




En el nostre cas, ens centrarem en les tres primeres. Primer, perquè un robatori de 
informació del sistema oferiria als atacants els codis que hauran pujat els professors 
per comprovar amb els dels alumnes i les dades d’aquests tests. Segon, perquè la 
destrucció d’informació pot esborrar dades acadèmiques dels estudiants. I tercer, 
perquè sabotejar sistemes en atacs informàtics està a l’ordre del dia i, en una facultat 
d’informàtica, no es poden permetre vulnerabilitats d’aquest tipus. 
 
 
Amenaces pel medi utilitzat 
Ens basem en el modus operandi per classificar els atacs. Dos atacs del mateix tipus 
poden tenir efectes diferents. 
 
A continuació en mostrem una llista dels més utilitzats:  
 
 Virus informàtic: Programes malintencionats que pretenen alterar el correcte 
funcionament del sistema. Normalment substitueixen arxius executables per 
altres amb codi infectat. Poden arribar a destruir dades emmagatzemades.  
 Enginyeria social: Consisteix a obtenir informació manipulant als seus usuaris 
legítims, en aquest cas mitjançant internet (p. ex. les xarxes socials). 




 Phishing: Frau mitjançant correu electrònic o missatgeria instantània on es 
demanen dades bancàries, claus o altra informació compromesa. Podria 
considerar-se part de l’enginyeria social. 
 Denegació del servei (DoS): Els atacants realitzen molts enviaments de trames 
a un servidor web per tal que el rendiment d’aquest es vegi perjudicat. 
 Spoofing: Tècnica de suplantació d’identitat de forma indeguda. N’hi ha 
diversos tipus segons la tecnologia emprada: de IP, de DNS, d’ARP, de web o 
d’e-mail. 
 Cross-site scripting (XSS): Mitjançant la injecció de scripts HTML es pot 
manipular un lloc web amb objectius maliciosos.  
 
Focalitzarem els nostres esforços a lidiar contra virus i programes malintencionats, 
precisament perquè ens encarregarem de subministrar execució remota de programes 
i això es potencialment perillós. 
 
 





En aquest apartat analitzarem tot el projecte des del punt on ho va deixar el meu 
predecessor, sense tenir en compte les meves modificacions. 
 
L’anàlisi inclourà informació referent a les tecnologies que hem utilitzat, a les dades 




3.1 Tecnologies utilitzades 
A continuació explicarem quines tecnologies hem utilitzat, fent un breu resum de què 




És un llenguatge de programació de propòsit general, concurrent i orientat a objectes, 
que va ésser dissenyat específicament per a tenir tant poques dependències 
d’implementació com fos possible. El seu objectiu és que els desenvolupadors 
d’aplicacions escriguin el codi una vegada i el puguin executar a qualsevol dispositiu, 
de forma que un programa que s’executa en una màquina no haurà de ser re-compilat 
per ser executat en una altra màquina.  
 
Aquest llenguatge és un dels més comuns actualment, sent utilitzat per milions 
d’usuaris, principalment per aplicacions client-servidor.  
 




També conegut com Jakarta Tomcat o simplement Tomcat, és un contenidor web amb 
suport de servlets i JSPs. Inclou el compilador Jasper, que compila un JSP per 
convertir-lo en un servlet.  
 
En els seus orígens existia la percepció de que l’ús de Tomcat de forma autònoma era 
nomes recomanable en entorns de desenvolupament i en entorns amb baixos 
requisits, però Tomcat en realitat es utilitzat com un servidor web autònom en entorns 
d’alt nivell de trànsit i d’alta disponibilitat. Degut a que va ser implementat en Java, 
funciona en qualsevol sistema operatiu que disposi de la màquina virtual de Java.  
 








JavaServer Faces (JSF) 
És un framework per aplicacions web basades en Java que simplifica el 
desenvolupament d’interfícies d’usuari en aplicacions Java EE.  
 
JSF utilitza JavaServer Pages (JSP) per desplegar les pàgines, però també es pot 
acomodar a altres tecnologies com ara la XML-based User-interface Language (XUL).  
 
Entre d’altres inclou: un conjunt d’APIs per presentar components de les interfícies 
d’usuari, un conjunt de components per defecte també per la interfície d’usuari, dues 
biblioteques d’etiquetes personalitzades per JSP, un model d’esdeveniments pel 
costat del servidor, administració d’estats o beans administratius.  
 




És un framework d’injecció de dependències amb un ampli ús en el món empresarial 
per part dels desenvolupadors Java. S’utilitza per mantenir el codi net i de fàcil accés 
i manteniment. Ens permet declarar objectes sense necessitat de crear instàncies dins 
del codi. A més, també s’utilitza Spring Secutity 3, que es un farmework derivat i 
s’encarrega de la seguretat en la identificació i autorització d’accés a les diferents 
pàgines, sessions, rols, etc.  
 
 
RMI (Java Remote Method Invocation) 
És un mecanisme per invocar un mètode de forma remota. Forma part de l’entorn 
estàndard d’execució de Java i proporciona un mecanisme simple per la comunicació 
de servidors en aplicacions distribuïdes basades exclusivament en Java. 
 
És caracteritza per la facilitat d’ús en la programació per estar específicament 
dissenyat per Java. 
 
Mitjançant RMI, un programa Java pot exportar un objecte, de forma que aquest 
objecte es accessible mitjançant la xarxa i el programa es manté a l’espera de 
peticions en un port TCP. A partir d’aquest moment, un client pot connectar-se i invocar 
els mètodes proporcionats per l’objecte. 
 
Utilitzarem aquesta tecnologia per establir la connexió entre els diferents nodes que 




És un sistema de gestió de bases de dades relacional multi-fil (multithread) i 
multiusuari, que usa el llenguatge SQL (Structured Query Language).  
 




Ha esdevingut molt popular gràcies a la seva velocitat en executar consultes i el seu 
suport de forma nativa per part del llenguatge PHP, en l'elaboració d'aplicacions web, 
en l'entorn del programari lliure. Es pot fer ús de MySQL en aplicacions de tota mena 
(web, d'escriptori o d'altres) de forma lliure i gratuïta sota les condicions de la llicència 
GPL. 
 




És una eina de Mapeig Objecte-Relacional (ORM) per la plataforma Java que facilita 
el mapeig dels atributs entre una base de dades relacional tradicional i el model 
d’objectes d’una aplicació mitjançant arxius declaratius (XML) o anotacions en els 
components de les entitats que permeten establir aquestes relacions. 
 
És programari lliure, distribuït sota els termes de la llicència GNU LGPL. 
 
L’utilitzarem per gestionar la comunicació entre la nostra base de dades i la aplicació. 
 
 
3.2 Base de dades 
Com hem dit a l’apartat anterior, la nostra base de dades es basa en la tecnologia 
MySQL. Hi tenim accés a partir de la nostra aplicació web, que utilitza Hibernate per 
realitzar el mapeig dels atributs. 
 
Com podeu veure a la il·lustració 1, el nostre schema principal scp2 consta de 11 
taules diferents, que explicarem a continuació: 
 
 role: Aquesta taula conté els diferents rols que necessitarem per la aplicació 
(administrador, professor i estudiant). De cada rol guardarem un nom de 
sistema, que utilitzarem a nivell intern, i un nom de cara a interactuar amb els 
usuaris. 
 user: Aquí hi guardarem els usuaris que podran accedir al lloc web, tinguin el 
rol que tinguin. Es registraran dades com ara nom d’usuari (username), 
contrasenya d’accés, rol, nom i cognom. 
 subject: En aquesta taula estaran registrades les nostres assignatures. A part 
de la ID, només hi tindrem un camp: el títol.  





Il·lustració 1 - Model relacional de la base de dades [1] 




 languaje: Camp que reservem per definir els llenguatges de programació, que 
de moment només son C, Java i Python. Els atributs que guardarem són: el 
nom, l’extensió dels fitxers, si es compila o no, l’instrucció de compilació (si no 
es compila serà nul·la), el programa d’execució i si necessitem o no un nom 
d’arxiu (aquest cas el contemplem per si es dóna la situació que el professor no 
considera necessari establir un codi de test per una determinada tasca però per 
temes de crides de compilació o execució necessitem un nom definit 
prèviament). 
 task: Contindrà la informació referent a les pràctiques (o tasques) que el 
professor establirà per avaluar als alumnes. Els camps que hi tindrem són: el 
títol, les dates d’inici i final que establiran el lapse de temps en que es podran 
establir els lliuraments, la descripció, els arguments de compilació, si el 
professor ha establert un codi per realitzar tests o no, nom del fitxer, si tindrà 
makefile i quin tipus d’arxius (PDFs, àudio, vídeo o imatges) permet. A més de 
tots aquests camps propis, també hi tenim una relació (mitjançant la ID) amb 
l’assignatura i el llenguatge de programació corresponents, juntament al 
propietari (que serà sempre un professor). 
 task_file: Descriurà les dades dels fitxers relacionats a una determinada tasca, 
a la qual estaran connectats amb la ID. Hi guardarem, a més del nom, la direcció 
del directori corresponent i un valor de compartit, que indica si aquell determinat 
fitxer estarà accessible per les tasques dels alumnes (tenint en compte que 
s’hauran de copiar al directori d’execució de la tasca). Això últim ho establirà el 
professor si ho considera necessari, excepte en el cas dels makefiles, que 
sempre portaran el camp de compartit com cert. 
 submission: En aquesta taula hi guardarem els lliuraments dels alumnes. En 
aquest cas tindrem les IDs de la tasca i l’usuari amb qui està relacionada la 
entrega. També tindrem un camp per indicar el percentatge de tests que ha 
pogut superat el codi lliurat per part de l’estudiant. 
 submission_file: Hi guardarem la informació dels fitxers relacionats a una 
determinada entrega. Tindrem l’identificador per relacionar-los als lliuraments 
corresponents. També tindrem, a més de la ID pròpia, el nom del fitxer i la 
direcció del directori. 
 user_subject: Aquesta taula serveix per guardar quins alumnes pertanyen a 
quines assignatures i poder saber quines pràctiques han d'entregar. Relaciona 
directament el nom de l’usuari i l’identificador de l’assignatura. 
 test: Aquest camp conté els resultats dels tests executats pels estudiants. Està 
relacionat a la tasca corresponent mitjançant un identificador. Té atributs propis 
que utilitzem per guardar els arguments que s’han escollit al moment d’executar 
el test i la sortida obtinguda, que més endavant servirà per comparar-la amb la 
sortida del codi del professor. 
 testresult: Conté els resultats obtinguts després d’executar un test i realitzar-ne 
la correcció. A més de guardar el identificador de l’entrega corresponent, té 




camps pels arguments utilitzats, la sortida obtinguda per l’execució, la sortida 
esperada (codi del professor) i el resultat final, establint si el test ha superat o 
no la prova. 
 
Al moment de crear la nostra base de dades, a més, inicialitzem alguns elements de 




D’aquesta taula inicialitzem els valors dels nostres llenguatges de programació 
suportats. 
 
El llenguatge C el declarem com un llenguatge que cal compilar, que ho farem 
mitjançant el gcc, sense programa necessari per executar-lo i establint que no 
necessitem un nom de l’arxiu abans de la seva entrega. 
 
Java, per altre banda, l’inclourem també com un llenguatge que cal compilar, però 
aquest cop amb la comanda javac. En aquest cas si que necessitarem el programa 
java per realitzar la execució. També necessitem un nom de arxiu encara que el 
professor no inclogui un codi de prova. 
 
L’últim del tres llenguatges que el nostre programa suporta, Python, l’inicialitzem com 
un llenguatge no compilat, per tant no necessitarem comanda d’execució. En aquest 
cas establirem el programa python per executar-lo, però no farà falta assignar un nom 




Aquí inicialitzarem els tres rols que considerem a la nostra aplicació: administrador, 
professor i estudiant. 
 
Per cada rol establirem un nom de sistema (ROLE_ADMIN, ROLE_TEACHER i 
ROLE_ADMIN) i un nom ‘friendly’, per interactuar amb els usuaris (és el nom dels rols, 




En aquest cas només inicialitzarem un element, però aquest és crucial, ja que es tracta 
de l’administrador de la base de dades inicial, i al ser únic és important que hi sigui ja 
que sinó no hi hauria cap usuari establert i cap usuari podria accedir al lloc web. 
 
Òbviament, aquest usuari el crearem amb el rol d’administrador, creat anteriorment. 
El nom de l’usuari i la seva clau són ‘admin’ i ‘1234’ respectivament. 
 
 




3.3 Web SCP4.0 
Aquesta és només una part del total de l’aplicació, que està dividida en blocs. Aquest 
bloc conté la interfície web, què és l’eina amb que els usuaris treballaran directament 
i que podran visualitzar, la resta de l’aplicació no els hi serà visible. 
 
A la il·lustració 2 podeu veure l’estructura del programa mitjançant el diagrama de 
classes. 
 
El web no és mostra a tothom per igual, ja que no ha de veure el mateix un 
administrador que un alumne (si un alumne tingués drets d’administrador o professor 
tindria accés a eines i recursos que per lògica li haurien d’estar amagats). Així doncs 
cadascú veurà una interfície diferent, tot i que totes formen part del mateix lloc web. 
 
A més cal tenir en compte que algunes de les diferents interfícies segons cadascun 
dels diferents rols tindrà més d’un apartat segons que es vulgui gestionar o visualitzar. 
Per exemple, l’administrador tindrà pestanyes separades pels blocs d’administradors, 
assignatures, usuaris (alumnes i professors) i la base de dades. 
 
A continuació mostrarem un anàlisi més exhaustiu de les diferents interfícies que 




És la primera pantalla que veiem quan entrem a l’aplicació. Com és habitual, 
demanarà un nom d’usuari i una contrasenya. Si les dades són incorrectes donarà 
missatge d’error, però si, pel contrari, les dades són correctes, et redirigirà a la pàgina 
que correspongui segons la teva classe d’usuari. 
 
L’aplicació no dóna opció a registrar-se a cap dels diferents rols, aquest dret està 
reservat als administradors, que poden afegir usuaris dels diferents rols, fins i tot altres 
administradors. 
 
Per defecte l’aplicació s’inicialitza amb un sol administrador. El seu nom d’usuari és 




L’administrador del sistema és l’encarregat de gestiona les dades de l’aplicació. Així 
doncs, a la seva pàgina web, necessitarà tindre-hi les opcions d’afegir informació, 














Il·lustració 2 - Diagrama de classes del Web SCP4.0 [1] 




La interfície dedicada per aquest rol, com s’ha dit abans, s’ha dividit en quatre blocs: 
la d’administradors, la d’assignatures, la d’usuaris i la de les bases de dades; a 
continuació se n’explicaran alguns dels trets principals. 
 
El bloc dels administradors mostra un llistat dels usuaris amb aquest rol als que se’ls 
hi pot modificar la seva configuració, així com un botó per afegir-ne de nous, que ens 
portarà a un formulari. 
 
El bloc d’assignatures és similar a l’anterior, mostrant les diferents matèries 
disponibles. Al moment d’afegir-hi assignatures s’ha de tindre en compte que no és 
pot crear amb alumnes o professors, primer s’haurà de crear una assignatura buida 
sense usuaris, i més endavant s’hi podran afegir. 
 
Per afegir alumnes o professors a les assignatures existents haurem d’accedir a la 
finestra de modificació d’aquestes últimes. Per fer-ho tenim diferents opcions: 
 
 Entrant manualment les dades de cada alumne, de forma que aquest quedarà 
registrat a la base de dades. 
 Afegir usuaris creats prèviament a la base de dades. 
 Seleccionant un fitxer extern extret directament del Campus Virtual de la UB on 
es llistin tots els alumnes de l’assignatura, de forma que la tasca és pot realitzar 
molt més ràpid i de forma més senzilla. Els alumnes que constin a la llista però 
que no estiguin registrats a la nostra base de dades es registraran 
automàticament. 
 
Al bloc de usuaris es mostra una llista completa dels professors i dels alumnes que 
consten a la nostra base de dades. Com aquesta llista pot constar d’una gran quantitat 
d’elements, hi hem afegit una eina de cerca o filtratge, que permet buscar un 
determinat usuari o una llista dels usuaris que coincideixin. És pot filtrar per diferents 
dades dels usuaris com nom d’usuari (nickname), nom real o rol. 
 
Per últim, al bloc de gestió de la base de dades, trobarem l’opció de resetejar (o 
eliminar) la informació complerta de la nostra aplicació, a excepció de la nostra llista 




Els professors no tindran tants permisos per gestionar els recursos de l’aplicació com 
els administradors, però tot i així gestionaran les tasques que hauran de lliurar els 
alumnes, que de fet són l’eix central de l’aplicació. 
 
Els professors tindran accés, exclusivament, a les tasques que ells mateixos hagin 
creat, i no podran gestionar altes i baixes d’altres usuaris, encara que siguin alumnes 
de la seva assignatura. 
 




Un cop registrats coma professors, hi haurà accés a les la llista de tasques, ja siguin 
actuals o expirades, on s’hi podran visualitzar tots els resultats de les entregues dels 
alumnes fins al moment. També hi haurà un botó per la creació de noves tasques.  
 
En el moment de crear una nova tasca els professors tindran que seguir un qüestionari 
amb una sèrie de pestanyes on se’ls demanaran les opcions que haurà de complir la 
tasca: 
 
 L’assignatura a la que pertany: Aquesta opció només permetrà seleccionar les 
assignatures on el professor estigui registrat pels administradors. 
 El llenguatge de programació en que estarà escrit el codi a lliurar: Actualment 
aquesta opció només suporta els llenguatges C, Java i Python. 
 Opcions de compilació: Aquest camp te molts camps interesants que 
explicarem més endavant. 
 Codi de referència: Hi haurà la opció de pujar un codi per comparar amb els 
dels estudiants o no fer-ho. En cas de fer-ho, és dóna tant la opció de pujar-lo 
com un arxiu carregat des de l’ordinador com escriure’l manualment al web. 
 
Per restringir l’accés al sistema per part dels estudiants, aquests no podran decidir les 
opcions de compilació, aquestes seran descrites per part del professor en el formulari 
esmentat anteriorment. 
 
En el moment d’escollir les opcions de compilació, també es pot escollir entre un 
conjunt de llibreries per C, o escollir arguments de compilació manualment. A mesura 
que es va modificant la configuració de la compilació es visualitza per pantalla el format 
final de la comanda de compilació. 
 
Per tal de permetre als estudiants realitzar lliuraments amb un codi modulat, organitzat 
i de fàcil comprensió, es dóna la possibilitat de pujar més un fitxer per lliurament. 
 
Degut a la possibilitat de lliurar codi distribuït en diversos fitxers, comentada al paràgraf 
anterior, ens cal la opció de compilar el codi mitjançant un fitxer makefile, que a més 
ens dóna opcions de compilació molt més complexes. En cas de que la entrega sigui 
d’un únic fitxer amb codi, també hi ha la opció de ometre el makefile i compilar amb 
les comandes ‘javac’ i ‘gcc’. 
 
Per motius de funcionalitat i de seguretat, els arxius complementaris que es poden 
pujar pels lliurament estan limitats. Els docents podran escollir quins tipus d’arxius es 
poden adjuntar d’entre una llista composada per fitxers de àudio, d’imatges, de vídeo 
o de PDF. Els tipus dels fitxers seran comprovats mitjançant la funció de Linux ‘file -i’, 
que llegeix els ‘magic numbers’ de cada fitxer per determinar-ne la classe, de forma 
que no podem ser enganyats si canvien la extensió dels arxius. 
 
A més del makefile, el professor pot afegir altres arxius per l’entorn d’execució del 
lliurament dels alumnes, com imatges o vídeos. Aquests fitxers, així com el makefile, 
quedaran ocults per a l’alumne, ni hi tindrà accés. 
 




Quant s’ha acabat de crear una tasca, és poden realitzar proves d’execució. Es poden 
anar canviant els arguments d’execució per realitzar diferents tests i veure la sortida 
obtinguda. 
 
A mesura que els alumnes vagin lliurant les tasques, el professor pot anar revisant els 
resultats obtinguts, la tassa d’encerts es mostrarà amb una gràfica que indica el 





El rol d’alumne és el que te menys funcionalitats, ja els estudiants només hauran de 
visualitzar les tasques (disponibles i expirades) i lliurar-les dins de l’interval de temps 
corresponent. 
 
La seva interfície serà molt senzilla, incloent una llista de tasques que els alumnes 
podran entregar si estan disponibles. Com es lògic, no disposaran d’opcions per crear 
assignatures ni tasques. 
 
En el moment de lliurar la tasca, s’ofereix la opció de lliurar el codi en un fitxer que es 
carregarà des del navegador d’arxius o escriure el codi manualment al web, indicant 
prèviament el nom del mateix. També està disponible la opció de lliurar una tasca amb 
múltiples fitxers, tenint en compte que el professor determina si una tasca determinada 




Aquest és el segon bloc del programa. Mentre que la interfície web era el mètode de 
comunicació amb els usuaris alhora que el gestor de la base de dades, SecuritySCP 
s’encarrega de la lògica de la correcció de les tasques i de la comprovació de resultats. 
 
Aquest node es comunica directament amb la interfície web mitjançant la tecnologia 
RMI. Com hem explicat anteriorment, aquest mecanisme utilitza mètodes distribuïts 
per comunicar-se. Quan la interfície sol·licita a SecuritySCP que corregeixi una tasca 
el primer s’ha d’encarregar d’enviar totes les dades, ja que el segon no te accés directe 
a la base de dades ni a l’usuari. 
 
Una de les tasques que executa és la de compilar el codi, excepte en el cas del 
llenguatge Python que no ho necessita, ja que aquest llenguatge pot ser executat 
directament. Utilitza les comandes de compilació ‘javac’ i ‘gcc’, disponibles al sistema 
operatiu Linux per compilar els llenguatges Java i C respectivament. També tenim en 
compte la possibilitat de compilar mitjançant els makefiles, especialment útil si hem de 
compilar codi que es troba distribuït en diversos fitxers. Les opcions de compilació, 
tant si són en una comanda simple (‘javac’ i ‘gcc’) com si són mitjançant un fitxer de 
compilació makefile venen donades pel professor, que les haurà definit en el moment 
de crear la tasca. 








Una altra de les tasques de les que s’encarrega és de crear els subdirectoris que 
contindran la tasca i copiar-hi tots els arxius necessaris per compilar-la, executar-la i 
provar-la. Cal destacar que això inclou tant el makefile, com els diferents fitxers que 
formin part del codi, com els fitxers complementaris que pugui necessitar (àudio, 
imatges, vídeo, etc.). 
Il·lustració 3 - Diagrama de classes de SecuritySCP [1] 





També s’encarregarà d’enviar al Nurse, que explicarem en el següent punt, la tasca 
per compilar i rebre el resultat obtingut. La comunicació amb el Nurse es realitza 
mitjançant una crida per comanda que el crida amb les dades de la tasca com a 
paràmetres, i desprès es captura el resultat de l’execució. 
 
Per últim recull i analitza els resultats de la compilació i l’execució de la tasca i els 
envia a l’aplicació web, on aquesta actualitza tant la base de dades com el contingut 
del mateix web. 
 
Fins aquí hem vist les funcions de que s’encarrega SecuritySCP, però també n’haurem 
d’estudiar l’estructura: ens trobem amb un codi modulat i distribuït en diferents classes 
que tenen funcions ben establertes. A la il·lustració 3 podeu veure l’estructura que 
segueix el programa. 
 
A continuació n’analitzem les classes, explicant quina tasca fa cadascuna: 
 
 SecuritySCP: Aquesta és la classe principal, que conté el main. Crida al 
SecurityManager de RMI i després a RMIServer per inicialitzar el servidor RMI 
al port 1099. 
 RMIServer: Aquesta classe és l’encarregada de gestionar les tasques de 
servidor RMI.  
 RMIImpl: Aquí hi tenim implementada la interfície remota InterfaceSecurity, que 
ofereix els mètodes de l’aplicació de forma distribuïda. 
 InterfaceSecurity: Conté la interfície remota amb la declaració dels mètodes. 
 Controller: Com el nom indica, aquesta classe controla l’aplicació. També te la 
funció de guardar les direccions dels directoris on es guarda la informació i es 
troba el Nurse. 
 ExternalExecutor: Aquesta classe llança comandes a la terminal de Linux i 
posteriorment captura la sortida (stdout i stderr) de l’execució. Entre d’altres 
funcions s’encarrega de fer les crides al Nurse per executar els tests i de fer les 
crides per compilar. 
 Build: Crea les comandes a partir de funcions, noms d’arxiu, direccions de 
carpeta i arguments per ser executades en el terminal de Linux.  
 Compiler: Aquesta classe sol·licita a Build que li creï les comandes i després 
crida a ExternalExecutor per llançar-les i recuperar la sortida de l’execució.   
 InfoTest: Classe que guarda informació associada a un test 
 InfoError: Emmagatzema la informació dels resultats de les operacions 
remotes. 
 InfoResult: Aquesta classe guarda el resultat de l’execució d’un únic test. 




 InfoResults: Classe que guarda la informació del resultat d’executar el codi de 
l’alumne amb tots els seus tests associats que el professor hagi creat. 
 InfoTarea: Aquí hi guardem les dades recollides d’una tasca. 
 UtilsFile: Aquesta classe de suport realitza funcions de crear fitxers de codi a 
partir de text, recuperar una línia de codi d’un determinat arxiu i altres tasques 
similars. 
 AyudaDebug: Aquesta classe ens serà molt útil per programar, ja que ens 




Aquest és el tercer component de l’aplicació SCP, i és l’encarregat de executar les 
tasques que li envia SecuritySCP. 
 
 
Il·lustració 4 - Relacions entre diferents mòduls de SCP i Linux [1] 
 
 
Al diagrama anterior es mostra com es relacionen els diferents mòduls de la nostra 
aplicació. Com podem veure, el Nurse s’utilitza com un filtre entre el nostre gestor 
intern (SecuritySCP) i el sistema Linux, on s’executaran els tests dels alumnes sota 
un entorn controlat. 
 




Aquesta aplicació treballa sobre una carpeta creada prèviament que ja conté tots els 
fitxers necessaris per realitzar la execució. Els arguments com la direcció on es troba 
la carpeta li arriben des de SecuritySCP, que és qui realitza la invocació del Nurse. 
 
Nurse realitza la funció de sandbox. Com hem dit abans, això vol dir que executarà el 
programa en un entorn controlat i amb limitacions per tal de no comprometre la 
integritat i informació del nostre sistema. Aquesta tasca de sandbox es durà a terme 
utilitzant uns fitxers de configuració. Una de les funcions és limitar la memòria màxima 
de la que el programa disposa. Segons el llenguatge de programació que s’utilitzi 
tindrem altres mètodes complementaris de control: 
 
 C: Es bloquejaran crides a certes llibreries prohibides i algunes crides al 
sistema. 
 Java: A partir d’un fitxer amb un patró de configuració de polítiques es limitaran 
els accessos dels processos Java (també conegut com Java Security Policies). 
Amb la configuració escollida un dels únics permisos especials de que 
disposaran els executables serà el de modificar només arxius que es trobin en 
la seva mateixa carpeta. Altres permisos com l’accés a internet o la reproducció 
de sorolls estan desactivats. 
 Python: Aquest llenguatge no te cap mecanisme de control, cosa força perillosa 








4. Recerca de tecnologies 
Abans de començar aquest projecte, desconeixia moltes tecnologies relacionades 
amb la seguretat informàtica, ja sigui per atacar o defensar-se’n. En aquest apartat 
explicarem algunes de les tecnologies que he trobat i estudiat, mostrant en alguns 




Pyrasite es una eina de hacking que permet injectar codi d’una forma senzilla a 
qualsevol procés Python, ja sigui un que estigui en execució o creant-ne un propi. 
 
Mitjançant una sèrie de scripts ja implementats o creant-ne de nous, pyrasite pot 
realitzar tasques com ara aconseguir una llista de mòduls, dumpejar la memòria, crear 
una shell inversa i moltes d’altres amb finalitats malicioses. Tenint en compte això 
s’entén que es una eina potent per a software maliciós i intents d’atac interns i externs. 
 
Aquesta eina consisteix en una biblioteca de fàcil accés, que es pot aconseguir tant a 
través de la seva pàgina web com mitjançant la instal·lació via terminal de Linux. 
Utilitzar-la no requereix un alt nivell de coneixements en hacking, així que gran 
quantitat d’usuaris podrien fer-ne ús. 
 
A més a més, Pyrasite ofereix un entorn gràfic que ofereix funcionalitats com 
visualitzar dades en gràfics sobre processos i memòria. 
 
Vistos els perills que ofereix pyrasite, l’utilitzarem per provar el nostre entorn controlat 




El sandbox (o capsa de sorra), es un mecanisme de seguretat utilitzat per restringir 
l’accés d’un programa malintencionat o del que no coneixem la procedència i no en 
podem garantir que sigui segur.  
 
Aquest control es realitza de diferents formes, com ara limitant l’accés a recursos del 
sistema com llibreries, altres processos, etc.  
 
També es important encapsular el directori on s’executi el programa per que aquest 
no pugui accedir a les nostres dades, ja sigui per llegir-les, modificar-les o eliminar-
les. 
 
Una altra precaució a tenir en compte es limitar els permisos d’execució per tal de no 
poder vulnerar la resta de restriccions. No serviria de res limitar el directori si el procés 
te drets d’administrador. 
 




Molts dels recursos online que permeten la compilació i/o execució de codi en 
màquines remotes utilitzen aquesta tecnologia per controlar possibles atacs 
informàtics o errors d’execució com bucles infinits. 
 





Antigament conegut com JPython és una implementació de Python, però en un entorn 
Java. 
 
Per la seva execució es realitza una crida a Java seguit del directori on es troba Jython 
i del nom del fitxer que conté el nostre codi, que pot tenir la extensió ‘.py’. 
 
Excepte en alguns casos, Jython utilitza classes de Java  en comptes dels mòduls de 
Python, ja què és capaç d’importar-les i utilitzar-les. A més inclou pràcticament tots els 
mòduls de programació estàndard de Python, exceptuant algun dels primers que van 
ser implementats en C. 
 
Com utilitza la JVM (Java Virtual Machine) és capaç d’utilitzar l’administrador 
estàndard de seguretat de Java per tal d’executar un programa Python del quan 




Aquest es una de les possibles solucions que vaig analitzar per tal de executar 
processos Python de forma segura en un entorn controlat. Aquest sandbox va néixer 
al juny de 2010 a partir d’un codi previ anomenat ‘safelite.py’, que encara tenia moltes 
vulnerabilitats. A partir de llavors ha anat creixent i gestionant possibles errors i 
amenaces. 
 
Al final vaig descartar aquesta opció per ser, segons el seu autor Victor Stinner, un 
projecte trencat. Això es així perquè aquest codi utilitza CPython i aquesta eina té 
vulnerabilitats, com per exemple que l’entorn Python es extern al suposat sandbox, i 
això ofereix una via d’accés a la resta del sistema. Per tant deduïm que una forma 
segura de aïllar el codi que ens es enviat es executant tot el procés Python en un 
sandbox extern.  
 
 
4.5 PyPy Sandbox 
La plataforma PyPy ens ofereix aquesta potent eina de seguretat similar als sandbox 
a nivell de sistema operatiu però en un format portàtil.  
 




L’execució consisteix en un programa principal i de confiança (p. ex. el terminal de 
comandes) que llança un subprocés executat en un entorn controlat mitjançant 
canonades. El nostre procés principal llegirà de la canonada i decideix quines 
comandes es poden executar i quines no, arribant a virtualitzant-les si escau. A més 
s’afegeixen proteccions addicionals que limiten l’ús de memòria i el temps d’execució. 
 
Cal destacar que aquesta eina no realitza sandbox a nivell de llenguatge Python, ja 
que s’ha demostrat que no es prou segur davant d’atacs (veure PySandbox) 
 
El principal problema que tenim amb aquesta eina es la seva incompatibilitat amb 
moltes de les llibreries més utilitzades de Python. Això ens porta a qüestionar-nos si 
podem arribar a fer-ne ús, ja que el nostre objectiu és aconseguir una eina potent a 










Per a realitzar una millora en quant a la seguretat de forma correcta primer de tot hem 
d’analitzar en quin punt ens trobem i trobar possibles vulnerabilitats per, posteriorment, 
aplicar les modificacions i afegits corresponents. 
 
En aquest apartat, doncs, mostrarem alguns dels punts febles que hem trobat a partir 
d’analitzar el projecte i n’explicarem les causes i les possibles conseqüències, a més 
de posar exemples de fallades de sistemes pels problemes exposats. Per últim també 
mostrarem exemples que il·lustraran els problemes esmentats. 
 




5.1 Llenguatge Python 
Un dels principals problemes trobats a la aplicació és la falta de control per al 
llenguatge Python. 
 
Aquest llenguatge ofereix moltes facilitats per al programador, una d’elles és el fet de 
que no necessita compilació (a costa del temps d’execució). En el nostre cas això ens 
aporta series complicacions, ja que no tenim forma de controlar certs aspectes que 
normalment es comprovarien en la compilació. 
 
A més hem de considerar Python com un llenguatge molt perillós, en el sentit que 
actualment és un dels principals llenguatges de hacking i malware. Per això també 
hem de tenir controlades les possibilitats i eines que ofereix als atacants i avançar-
nos-hi. 
 
A l’apartat de recerca parlem d’un recurs de hacking conegut com Pyrasite, que utilitza 
Python i les seves llibreries per accedir a processos del sistema objectiu i a partir 
d’aquí injectar codi permetent a un hacker realitzar atacs de moltes naturaleses 
diferents: 
 
 ‘Dumpejar’ la memòria: També conegut com bolcat de memòria, consisteix en 
copiar a la maquina origen dades de la màquina destí, o dit d’una altra manera, 
la màquina víctima envia a l’atacant dades del seu disc dur. El sistema de la 
UB te accés a dades dels alumnes i professors, infinitat de dades privades i 
documents que no són de domini públic, així que no ens ho podríem permetre. 
 Crear una shell remota: L’atacant es connecta a una altra màquina mitjançant 
ssh, Telnet, etc. i hi aconsegueix una terminal de comandes. Resulta obvi el fet 
que si algú extern té accés a la nostra terminal té accés a tot el nostre sistema, 
i estaríem totalment exposats: podria crear, modificar o eliminar el que volgués. 
 Crear una shell inversa: Molt semblant a la shell remota, però amb una 
diferencia crucial: la connexió s’estableix des de la màquina objectiu de l’atac 
cap a la maquina atacant, és a dir, la connexió comença a la maquina destí cap 




al client, en comptes de ser del client a la màquina destí. Aquesta eina pot ser 
útil si ens tenim que enfrontar a un firewall, ja que molts no permeten 
connexions entrants a xarxes com ara intranets, però si connexions sortints, de 
forma que si intentem crear una shell remota no ho aconseguirem, però si 
creem una shell inversa a la màquina destí que, per exemple, ens envií dades 
si que ho aconseguirem.  
 
Aquestes són només algunes de les utilitats que ofereix Pyrasite, i Pyrasite és només 
una de les moltes eines de hacking basades en Python que existeixen. Imagineu-vos 




5.2 Temps d’execució 
El temps d’execució pot semblar, a priori, que no ofereix cap perill i que no es motiu 
de preocupació, però a la pràctica molts dels atacs informàtics actuals fan ús de codis 
amb molta carrega computacional per tal de col·lapsar el sistema i deixar-lo bloquejat. 
 
Sobrecarregar un sistema és pot fer de formes molt diverses, com ara fer crides a 
múltiples fils, execució de problemes computacionals molt costos, bucles infinits, 
bucles múltiples enllaçats, etc. la llista de perills és molt llarga. 
 
Per un sistema potent preparat per servir a molts usuaris a la vegada un simple 
programa que requereixi molts recursos del mateix sistema, però quan es coordinen 
atacs com els esmentats anteriorment i molts usuaris envien tasques molt costoses 
pot portar al sistema al col·lapse. 
 
Un exemple d’aquest tipus d’atac són els atacs coordinats a pàgines web. Molts 
usuaris accedeixen a un mateix lloc web a la vegada amb la intenció de sobresaturar 
el servidor. Aquests usuaris normalment són, en realitat, clústers programats per 
accedir a una mateixa pàgina  en un instant concret, per tal d’accentuar l’amenaça. Si 
el simple fet de servir una pàgina a la xarxa ja és en si una amenaça, imagineu el perill 
que ofereix exposar el nostre sistema i els nostres recursos a codi desconegut. Tenint 
en compte que, a més de l’execució de codi, també oferim un lloc web, haurem 
















En aquest primer cas veurem com utilitzar Python i la llibreria ‘os’ per accedir a 
informació del nostre sistema. El codi que pujarem demanarà la carpeta des de on 
treballem en aquell moment i informació sobre el nostre ordinador. 
 
 
Il·lustració 5 - Intent de lliurament del professor per obtenir informació del sistema 
 
A la imatge anterior podem veure el codi que intentarem executar i que compila sense 
problemes. A la següent veiem com retorna la informació sol·licitada en cas que 
l’executi un professor: 
 





Il·lustració 6 - Resultat que obté el professor del cas 1 
 
I el mateix passa quan un alumne prova a lliurar el mateix codi: 
 
 
Il·lustració 7 - Resultat per part de l'alumne del cas 1 
 
La filtració d’aquesta informació és molt perillosa perquè permetria a usuaris experts 









En aquest cas també utilitzarem la llibreria ‘os’, que no és només una llibreria que ens 
ofereix informació del sistema, sinó que també ens ofereix accés directe a eines del 
sistema operatiu. Aquest cop en traurem més profit, creant un pipeline que permetrà 
comunicar-se a un procés fill amb el seu procés pare. Aquest és el codi que utilitzarem: 
 
 
Il·lustració 8 - Codi que realitza un pipeline [3] 
 
A la il·lustració següent veiem com el programa, prèviament compilat sense 
problemes, retorna el resultat obtingut quan el sol·licita el professor: 
 
 
Il·lustració 9 - Resultat del pipeline per part del professor 





I el mateix succeeix quan qui el lliura és un estudiant: 
 
 
Il·lustració 10 - Resultat del pipeline per part d'un alumne 
 
Aquest programa no és pot considerar maliciós, però és un exemple força il·lustratiu 
de fins a quin punt els usuaris tenen accés al nostre sistema, cosa que per seguretat 




Aquest cop ens centrarem en mostrar com un lliurament pot arribar a requerir un temps 
d’execució excessiu, cosa que aïllada no es cap problema, però si es donés el cas de 
centenars de lliuraments similars podrien dur el sistema a un col·lapse. 
 
El codi que utilitzarem també ha estat escrit en Python, tot i que C o Java també ens 
servirien per mostrar aquesta vulnerabilitat. A continuació veiem com el codi compila 
sense problemes quan un professor intenta lliurar-lo: 
 





Il·lustració 11 - Creació d'una tasca pel cas 3 
 
I ara veurem com, desprès d’un minut d’execució, dóna el resultat esperat: 
 
 
Il·lustració 12 - Resultat del professor de la tasca del cas 3 
 
I el resultat es repeteix quan un alumne lliura el mateix codi: 
 



















A l’apartat anterior hem analitzat la nostra aplicació a la recerca de vulnerabilitats, el 
pas següent és trobar solucions que ens garanteixin, en la mesura del possible, un 
programa segur i a prova d’amenaces. 
 
A continuació donem un recull d’aquestes possibles solucions, acompanyades de 




Una de les primeres solucions trobades al problema de que Python no necessita 
compilació és executar-lo mitjançant un sandbox. Aquesta aplicació ja té un sandbox, 
el Nurse, tot i que a efectes pràctics no ens aporta tota la seguretat que podríem 
necessitar.  
 
Actualment hi ha pocs sandbox orientats a Python que ens ofereixin una seguretat real 
i demostrada, abans n’hem analitzat uns quants amb els seus pros i contres. Una 
solució ideal seria implementar una capsa de sorra que executes tot el procés Python 
en un entorn controlat garantint la seva impermeabilitat i que vetlli per la integritat de 
la resta del sistema i de les dades. 
 
Una altra possible solució és controlar els mòduls que utilitza un determinat programa, 
per vigilar si utilitza llibreries que interactuen directament amb el sistema operatiu o 
llegeixen de disc o qualsevols altra possibilitat que vulneri la seguretat del sistema. 
 
 
6.2 Temps d’execució 
La solució al problema de possibles atacs que sobrecarreguin el sistema és redundant, 
ja que hi ha infinites formes de limitar el temps d’una execució per tal que no afecti al 
rendiment del sistema.  
 
També s’haurà de tindre en compte és que alguns programes tenen molta carrega 
computacional degut a la seva naturalesa, així doncs podria ser que un programa 
enviat de forma legítima i sense ànim de vulnerar el sistema acabi sent bloquejat. Això 
no hauria de ser un problema excessiu, ja que en un principi la nostra aplicació esta 
orientada als primers anys d’estudi i per tant a programes mes aviat senzills. 
 





En aquest apartat explicarem els canvis efectuats al nostre codi per tal de d’aplicar les 
solucions proposades a l’apartat anterior. 
 
Analitzarem les parts de codi modificades, amb les tecnologies que he utilitzat per fer-
ho. També veurem els canvis en el disseny comparant els diagrames de la versió 
anterior amb l’actual. 
 
 
7.1 Tecnologies utilitzades 
Per la millora del projecte són moltes les tecnologies que he cercat i analitzat, però no 
totes s’han acabat utilitzant. Les tecnologies utilitzades les analitzarem en aquest punt, 
per veure altres tecnologies relacionades podeu tornar a la secció de Recerca. 
 
Si voleu recordar les tecnologies de que disposava l’aplicació prèviament, també ho 




D’aquest llenguatge de programació ja n’he parlat força, però aquí n’explicarem alguns 
dels fonaments. 
 
És un llenguatge de programació interpretat, que vol dir que, a diferencia dels 
compilats o dels acoblats, realitzen la traducció del codi escrit pel programador a codi 
maquina a mesura que s’executa, en comptes de fer-ho prèviament a l’execució. En 
altres paraules, Python no necessita compilació abans de ser executat. 
 
A més, Python és un llenguatge que suporta orientació a objectes, programació 
imperativa, tipatge dinàmic i és multi-plataforma. 
 
En el moment de la seva creació, Python va ser concebut pe a ser un llenguatge de 
fàcil comprensió, sense factors redundants i fàcilment llegible. Degut a això, 
actualment aquest llenguatge és un dels més utilitzats per ensenyar a programar, però 
no només per aquest motiu, sinó que també per un llenguatge força potent i utilitzat a 
nivell empresarial. 
 
Utilitzarem aquesta tecnologia per implementar el nostre petit script que ‘compilarà’ 




És una interfície de Java que ens permetrà executar funcions en nous fils d’execució 
de forma asíncrona, de forma que podrem controlar aquests fils. 
 




Això ens serà útil perquè així tindrem control sobre un fil i podrem gestionar-lo com 
ens convingui, en el nostre cas per controlar si el temps d’execució s’excedeix d’un 




Aquesta eina ens permet detectar quins mòduls utilitza un determinat programa. El 
més interesant és que ens permet fer-ho sense arribar a carregar els mòduls, cosa 
força interesant si la nostra intenció es analitzar si el codi és maliciós o si és de 
confiança. A més permet detectar dependències heretades d’altres fitxers o mòduls, 
de forma que si importes un mòdul que a la seva vegada carrega una determinada 
llibreria, aquesta també és detectada. 
 
Per defecte ens permet crear un graf amb les dependències dels mòduls, però això 
no ens interessa, així que utilitzarem un crida alternativa (sfood-imports) que el que 
farà serà llistar-nos aquestes dependències en un format molt més fàcil de tractar i 
‘parsejar’. 
 
Com utilitzarem el Snakefood per realitzar un parser de les llibreries prohibides ens 




Aquí explicarem de forma detallada els canvis i afegits que he realitzat sobre el nostre 
codi. 
 
Com la nostra aplicació utilitza diferents blocs per aconseguir el seu objectiu i per tal 
de mostrar-vos els canvis de forma organitzada, explicarem les modificacions en 
apartats diferents segons el programa al que pertanyin. 
 
 
Base de dades 
La base de dades serà modificada, però no en la seva estructura, sinó en la 
inicialització de les dades que és fa directament desprès de la creació de les taules. 
 
El principal canvi que realitzarem serà modificar les dades sobre el llenguatge Python 
a la taula. Així era la creació a la versió anterior: 
 
 insert into languaje (languaje_id, name, file_extension, compiled_interpreted,  
  compile_instruction, executor_program, need_name_file) values (3,  
  "PYTHON", ".py", 0, NULL, "python", 0); 
 
I així desprès de ser modificat: 
 




 insert into languaje (languaje_id, name, file_extension, compiled_interpreted,  
  compile_instruction, executor_program, need_name_file) values (3,  
  "PYTHON", ".py", 1, "python", "python", 0); 
 
Com es pot apreciar, estem declarant Python com un llenguatge compilat amb la crida 
de compilació ‘python’. Realitzem aquest canvi perquè, tot i que és cert que la nostra 
compilació és simulada (només realitzem una comprovació de les llibreries que 
s’utilitzen), indicant el llenguatge com compilat estem forçant l’aplicació a cridar la 
funció de compilació en el moment que un alumne vulgui lliurar codi Python, en 
comptes de cridar només a l’execució per fer els tests. 
 
A més, crearem dos usuaris ficticis amb els rols d’estudiant i professor per tal de 
facilitar les tasques de provar el sistema, tant als alumnes que continuïn la meva tasca 
de ampliació i millora com als administradors que s’encarregaran del manteniment. 
També crearem una assignatura fictícia on inscriure’ls: 
 
 Assignatura: Li posarem el nom ‘subject’. 
 Professor: El crearem amb el nom d’usuari ‘teacher’ i tindrà la clau ‘1234’. 




El codi de la interfície web ha sofert unes modificacions mínimes per retornar nous 
tipus d’error, ja que la modificació de la base de dades i de SecuritySCP comporta 
certs canvis en la interacció amb els usuaris. 
 
Abans, l’enviament de codi Python, tant per part dels professors com dels alumnes, 
ometia la compilació i, per tant, no retornava mai errors d’aquesta mena. Ara, però, es 
pot donar el cas que intentant pujar Python ens retorni un error de compilació. En cas 
que aquest missatge sigui ‘Not allowed libraries detected’ vol dir que ens trobem amb 
un cas d’intent d’us de llibreries prohibides. 
 
La compilació que realitzem del codi Python no és més que una simulació, una 
comprovació de seguretat que realitzem per comprovar que el codi no és maliciós.  
 
També ens podem trobar en la situació que, executant codi (de qualsevol llenguatge), 




En quest bloc de l’aplicació és on realitzem la majoria de modificacions i millores amb 
l’objectiu d’augmentar la seguretat. 
 




Primer de tot ens centrarem en les millores amb l’objectiu de comprovar les 
dependències i mòduls dels programes Python. 
 
Aquestes millores ens han portat a modificar dos mètodes i crear-ne un tercer. A 
continuació expliquem la feina realitzada: 
 
 securityCheckCode: Aquest mètode és troba a la classe Controller.java, i ens 
permet compilar codi. Abans comprovava si el codi lliurat estava escrit en 
Python i, si ho estava, ometia la compilació. Ara aquesta tasca no diferencia 
entre els tres llenguatge per compilar, però si que ho fa a l’hora de retornar el 
resultat, ja que Python te una sortida d’error particular en el cas de que es trobin 
llibreries prohibides. 
 compileExec: Es troba a Compiler.java i s’encarrega de cridar a Build.java per 
preparar la comanda de compilació i a ExternalExecutor.java per tal d’executar-
la i recuperar-ne la sortida resultant. Abans realitzava la tasca sense comprovar 
quin llenguatge compilava, ja que mai es donava el cas que li arribes un codi 
Python, però ara, en cas que treballi amb aquest llenguatge de programació, 
crida a una funció especial per crear la comanda de compilació per Python 
anomenada buildCompileToExecPyCommand que explicarem a continuació. 
 buildCompileToExecPyCommand: Dins de Build.java, aquesta funció és la 
responsable de preparar la comanda que s’executarà per compilar codi Python, 
ja que per aquest llenguatge l’estructura de la comanda divergeix de Java o C. 
Bàsicament, prepara una comanda per llançar el script check.py amb Python 
amb el fitxer badLibs i el nom del programa a compilar com arguments. 
 
Ara ens centrarem en l’anàlisi de les modificacions que tenien per finalitat restringir el 
temps d’execució. 
 
Per realitzar la implementació he utilitzat la interfície de Java ExecutorService, que ja 
he explicat anteriorment. 
 
Aquesta modificació s’ha produït al mètode runNurse, de la classe Compiler.java. 
Aquest mètode és l’encarregat de fer les crides al programa Nurse, que és 
precisament el lloc indicat per establir el control de temps. Per fer-ho he llançat la 
funció que executa la crida en un nou fil que utilitza l’ExecutorService. Això està 
encapsulat amb comandes try/catch que, en cas de superar el temps d’execució 
permès retorna un error. 
 
El temps límit per córrer l’execució l’he establert en 20 segons, ja que donarà temps 
per executar codis relativament complexos (recordem que la nostra aplicació està 
pensada per estudiants dels primers anys de carrera), però no permetrà la 
sobrecarrega del sistema si s’envien molts codis per executar en un mateix moment. 
 




Per últim cal destacar que s’ha creat un codi d’error pel cas particular de que un codi 
Python conté llibreries prohibides i no supera la nostra prova de seguretat. Ho podreu 




Aquest script senzill és un nou afegit en aquesta última versió que ens permetrà 
‘compilar’ el codi que se’ns doni en llenguatge Python. Precisament és en aquest 
llenguatge en el que està escrit. 
 
Aquest programa és pot considerar independent de la resta de blocs de SCP (la 
interfície web, SecuritySCP o Nurse). Tot i això, serà cridat per SecuritySCP per 
comprovar si l’aplicació utilitza llibreries prohibides i retornarà un resultat en cas de 
que n’hi hagi i, en cas contrari, no retornarà res, així sabrem si el codi lliurat és de 
confiança o no. 
 
Primer de tot el programa llegirà d’un fitxer que contindrà la llista de llibreries 
prohibides. El nom d’aquest fitxer li donarem com a argument, i el llegirà línia a línia, 
contenint cadascuna només el nom d’una llibreria. 
 
Un cop llegides les llibreries, procedirem a cercar-les als fitxers de codi (poso fitxers 
en plural perquè podem passar tants noms de fitxer com arguments com tinguem, ja 
que el codi realitzarà la comprovació de llibreries per tots ells).  
 
La cerca serà mitjançant un subprocés, més concretament una canonada que 
realitzarà una crida al sistema i en guardarà la sortida. 
 
La canonada cridarà al sistema utilitzant el snakefood, mitjançant la comanda 'sfood-
import’. Com he dit abans, aquesta crida ens retornarà la llista de llibreries i 
dependències del fitxer, però ho farà en un format que ens resultaria difícil de tractar, 
així que a la nostra crida de snakefood hi afegirem la funció ‘grep’ i el nom de la llibreria 
prohibida a cercar, que ens retornarà un enter amb el nombre d’aparicions de la 
llibreria (la funció ‘grep’ retorna el nombre de coincidències d’una paraula o expressió 
regular dins d’una entrada estandard). Aquest nombre s’anirà incrementant per cada 
llibreria prohibida trobada dins d’aquell fitxer. La comanda resultant serà, doncs: 
 
 sfood-imports <nom de l’arxiu> | grep -wc “ <nom de la llibreria> “ 
 
Aquest és l’algorisme que seguirem per a realitzar la cerca en cadascun dels fitxers:  
 
1. Llegirem el nom del fitxer dels arguments passats. 
2. Llegirem el nom d’una llibreria carregada prèviament de la llista. 
3. Obtindrem el nombre de coincidències de la llibreria al fitxer mitjançant la 
canonada. 




4. Si hi ha alguna coincidència, incrementa el nombre de perills trobats. 
5. Si encara queden llibreries per cercar, torna al punt 2. 
6. Si el nombre de perills és superior a zero, mostra aquest nombre per consola. 
7. Posa el nombre de perills a zero. 
8. Si encara queden fitxers per comprovar, torna al punt 1. 
 
La comanda d’execució de check.py serà: 
 
 python check.py <nom de la llista amb les llibreries> {<noms dels fitxers>} 
 
El nostre sistema, per exemple, guarda la llista de llibreries dolentes a un fitxer 
anomenat ‘badLibs’, i només analitza un fitxer cada cop. Suposant que aquest fitxer 
es digues ‘foo.py’, la comanda resultant seria: 
 
 python check.py badLibs foo.py 
 
Podreu trobar aquest fitxer dins de la carpeta temporal on es compilen els programes, 




En aquest fitxer hi desarem la nostra llista de llibreries prohibides per la compilació 
simulada de Python. 
 
Per temes de seguretat, només els administradors tindran accés a badLibs, que 
determinaran quines són les llibreries més perilloses pel sistema i, per tant, han de ser 
restringides. El nom del fitxer no pot ser modificat ja que el nostre sistema hi realitza 
crides. 
 
També cal tenir en compte que la decisió sobre quines llibreries prohibir haurà de ser 
consensuada amb l’equip docent, ja que és possible que considerin que alguna de les 
llibreries hauria d’estar habilitada per que alguna assignatura en farà ús. Una solució 
possible a aquest problema que ens aportaria més seguretat seria que, quan un 
professor necessiti activar una de les llibreries de forma puntual, ho sol·liciti als tècnics 
del sistema, que podran modificar badLibs temporalment. 
 
A continuació mostro una llista de les llibreries que he bloquejat: 
 
 os: Aquesta és la llibreria més perillosa, ja que té accés total a l’administració 
de l’estructura de directoris, informació sobre el nostre sistema i permet fer 
crides a sistema i capturar-ne el resultat. Si un usuari malintencionat utilitzés 
aquesta llibreria tindria accés directe al nostre sistema de forma remota i podria 
fer i desfer a voluntat. 




 meliae: Serveix per conèixer dades sobre com està distribuïda la memòria, que 
és una informació a la que no volem que possibles atacants hi tinguin accés, ja 
que comprometria el sistema. També permet realitzar dumpejat (o bolcat) de 
memòria, que encara resulta més perillós. 





Il·lustració 14 - Nou diagrama de classes de SecuritiSCP 




 subprocess: Aquest mòdul també té la possibilitat de fer crides a sistema, 
creant nous fils d’execució mitjançant, per exemple, canonades. 
 pyrasite: Aquesta és la llibreria que accedeix a l’aplicació pyrasite, esmentada 
anteriorment, tant a l’apartat de recerca com al de problemes. 
 
Aquesta llista no inclou d’altres potencialment perilloses perquè són molt utilitzades, 
sobretot durant els primers anys d’estudis universitaris. Un exemple podria ser la 
llibreria ‘sys’, què és una eina molt potent per aconseguir dades sobre el nostre 
sistema, però també s’utilitza per llegir quines dades és passen com a paràmetre. 
 
Per últim, vull deixar clar que aquesta llista és una proposta i que se n’hi poden afegir 
i eliminar sempre que és tinguin en compte els principis de seguretat i utilització. 
 
 
7.3 Diagrama de classes 
En aquest bloc veurem els canvis aplicats al nostre codi en quant a l’estructura. Per 
fer això utilitzarem el diagrama de classes de la nova versió, per veure la versió 
anterior podeu consultar l’apartat d’anàlisi. 
 
En aquest cas només parlarem de l’aplicació SecuritySCP, ja que ni la interfície web 
ni el nostre sandbox Nurse han estat modificats. 
 
A la il·lustració 14 podem veure com l’estructura general de l’aplicació es manté, tot i 
que hi apareixen nous mètodes a les classes Controller, Compiler i Build. 
 
 
7.4 Diagrames de flux 
Aquí analitzarem els algorismes (o processos) que segueix el nostre programa 
mitjançant els diagrames de flux. Igual que a l’apartat anterior compararem els 
diagrames de la versió anterior amb els de la nova implementació. 
 
Només mostrarem els casos en que l’algorisme es veu modificat, ja que la memòria 
del projecte anterior [1] mostra tots els casos possibles. 
 
Tots els diagrames de flux que veurem a continuació pertanyen al bloc SecuritySCP, 
que és qui realitza les compilacions i execucions del codi enviat pels usuaris. 
 
Comprovar codi 
Aquest diagrama mostra el flux generat al comprovar si una tasca compila 
correctament. 
 
Aquesta és la versió prèvia: 
 






Il·lustració 15 - Diagrama de flux de la tasca 'Comprovar codi' 
 
Així queda desprès de les modificacions: 
 
 
Il·lustració 16 - Nou diagrama de flux de la tasca 'Comprovar codi' 




Com es pot veure, s’omet la comprovació de si el codi és Python, ja que ara compilem 
tots els llenguatges i resulta innecessària. 
 
 
Guardar nova tasca a disc 
Aquesta funció guarda els fitxers d’una determinada tasca i el resultat de la compilació 
en un directori del sistema. 
 





Il·lustració 17 - Diagrama de flux de 'Guardar nova tasca al disc' 
 
I aquest el flux que segueix desprès de les modificacions: 
 






Il·lustració 18 - Nou diagrama de flux de 'Guardar nova tasca al disc' 
 
Igual que en el cas anterior, ja no discernim entre codi Python o si és C o Java, ja que 
ara tots passen per un procés de compilació. 
 
 
Executar codi alumne 
Quant un alumne realitza un lliurament, ja sigui escrivint el codi manualment o pujant 
un fitxer, crida a aquesta funció que crea i organitza les carpetes i fitxers necessaris 
per, posteriorment, compilar el programa i desprès executant-lo per comprovar si 
supera els tests. 
 
Aquesta és la versió prèvia del diagrama: 





Il·lustració 19 - Diagrama de flux de la tasca 'Executar codi alumne' 
 
Així queda desprès de les modificacions: 
 
 
Il·lustració 20 - Nou diagrama de la tasca 'Executar codi alumne' 
 
En aquest cas succeeix exactament el mateix que als casos anteriors: deixem de 
comprovar si el codi és Python ja que ara també el compilem. 





Un cop realitzada la implementació per corregir els problemes de seguretat trobats, 
toca analitzar els resultats obtinguts. 
 
Per comprovar si s’han acomplert els objectius, enfrontarem l’aplicació a casos on 





Com recordarem, en aquest cas provàvem d’aconseguir informació mitjançant un codi 
Python que utilitzava la llibreria ‘os’ per aconseguir el directori on s’està treballant i 
dades sobre el nostre sistema. 
 
Provem a crear una tasca amb el mateix codi (rol de professor): 
 
 
Il·lustració 21 - Segon intent de compilar pel cas 1 
 
Aquí veiem com l’aplicació retorna el codi d’error ‘Not allowed libraries detected’, que 
vol dir que ens trobem davant d’un intent d’us de llibreries prohibides. 
 
El mateix ens succeeix quan provem de lliurar codi amb el rol d’alumne: 







Il·lustració 22 - Intent d'entrega d'un alumne al cas 1 
 
La llibreria ‘os’ no és la única que no te permís per compilar: 
 
 
Il·lustració 23 - Cap llibreria prohibida superarà la compilació 
 
I això ens passarà per qualsevol intent de lliurar codi Python amb alguna de les 
llibreries prohibides. 
 
Tot i que sigui obvi, cal destacar que si un programa no és capaç de compilar no serà 
executat i, per tant, no representa cap amenaça. 





En aquest cas havíem vist com la versió anterior de SCP executava un pipeline que 
comunicava un procés fill amb el seu procés pare. 
 
Com s’ha vist al cas anterior, cap programa amb la llibreria ‘os’ passarà les proves de 




Il·lustració 24 - El cas 2 no supera la compilació pel rol de professor 
 
 
Il·lustració 25 - El cas 2 no supera la compilació pel rol d’alumne 
 
 





Aquest cas particular ha demostrat, en l’apartar d’Exemples, que la nostra aplicació 
corria programes que requerien temps d’execució d’un minut i més. Això en casos 
d’enviaments massius de codi podria ser fatal pel sistema.  
 
Ara provarem d’executar el mateix codi en la versió millorada, començant pel cas que 
ho intenta un professor: 
 
 
Il·lustració 26 - Primer intent d'execució al cas 3 
 
Recordem que el codi provava d’executar un programa que esperava un minut per 
retornar un missatge, però amb la nova versió al cap de 20 segons de que comenci 
l’execució ens apareix el missatge d’error que veiem a la imatge superior. Provem a 




Il·lustració 27 - Codi del segon intent d'execució al cas 3 
 





Il·lustració 28 - Segon intent d'execució al cas 3 
 
En aquest cas el codi té temps per executar-se sense que salti cap excepció de límit 
de temps. 
 
Per al rol d’alumnes ens succeirà exactament el mateix per programes que triguin més 
de 20 segons a finalitzar: 
 
 
Il·lustració 29 - Tercer intent d'execució al cas 3 
 
I per programes que no passin del llindar límit no hi haurà restriccions: 





Il·lustració 30 - Quart intent d'execució al cas 3 
 
S’ha de tenir en compte que, tot i que el codi que executem per provar la nostra 
implementació està escrit en Python, qualsevol dels altres llenguatges (C i Java) 
tindria els mateixos resultats. 
 
 




9. Treball futur 
Tot i que s’han implementat millores interesants al nostre projecte, queden encara 
moltes pendents. Partint de les tasques pendents comentades al projecte anterior [1] 
que no s’han pogut executar en l’actual i juntament amb ampliacions que jo mateix 
considero necessàries, us mostrem la llista d’aquestes: 
 
 Ampliar el suport a llenguatges de programació com ara Matlab o C++. 
 Analitzar les noves tecnologies de sandboxing i, en cas que n’hi hagi algun que 
permeti executar tot el procés Python en un entorn controlat sense limitacions 
fatals, aplicar-lo per executar aquest llenguatge de forma totalment segura. 
 Possibilitar sortides de resultats alternatives al text, com ara imatges 
modificades o gràfics. 
 Permetre guardar el resultat obtingut d’un test en un arxiu descarregable. 
 Neteja de classes i mètodes que en versions prèvies es van deixar d’utilitzar i 
actualment no s’utilitzen. 
 Utilitzar algorismes de seguretat per comunicació com ara SSL, RSA o CBC. 
 Comprovar si dos alumnes diferents han realitzat frau copiant. 
 Un cop un professor hagi establert uns tests determinats i el període d’entrega 
de la tasca comenci, no permetre que el professor modifiqui aquells tests, ja 
que si un alumne ha realitzat un lliurament abans de la modificació, aquell test 
no tindrà resultat. 
 Obrir la possibilitat de fixar un nombre d’intents màxim per alumne. 
 Suportar l’entrega de codi mitjançant carpetes comprimides. 
 
 





Al llarg d’aquest projecte s’han buscat formes de ampliar i millorar SCP, que tinc la 
certesa que en un futur serà un recurs imprescindible per a la universitat. Els 
professors s’estalviaran feina i temps en corregir lliuraments que en alguns casos 
semblen un trencaclosques i els alumnes tindran una zona de proves on executar el 
seu codi i, seguint unes directrius, passar els tests de les tasques proposades. 
 
Aquesta tasca partia dels projectes d’altres estudiants que, com jo, pretenien fer de la 
nostra aplicació de correcció de programes una eina potent, segura, estable, de fàcil 
utilització, fiable i, sobretot, útil. A part de l’estudiant que va iniciar el projecte (Jordi 
Salvatella), cadascun dels estudiant que el van ampliar es van centrar en diferents 
aspectes per millorar-lo. Jo ho he fet en la seguretat. 
 
El concepte de seguretat informàtica és molt extens i engloba molts conceptes: tants 
com tecnologies existeixen, que avui en dia no són poques. Per aquest motiu, abans 
de realitzar cap anàlisi o modificació al programa he hagut de fer una recerca 
exhaustiva sobre com buscar vulnerabilitats en un codi i com corregir-les, sobre 
diferents tipus de hacking, sobre les auditories de seguretat informàtica i sobre 
tecnologies relacionades. 
 
En quant a l’anàlisi i implementació per incrementar la seguretat l’he orientat a corregir 
les deficiències que el programa tenia a l’hora d’executar codi Python, cosa ja de per 
si difícil perquè aquest codi no es compilat i perquè és força utilitzat per efectuar atacs 
informàtics. Desprès d’estudiar diferents tecnologies que ens oferien eines de sandbox 
orientat a Python i veure que tenien deficiències fatals com esquerdes de seguretat o 
incompatibilitat amb llibreries molt comunes, he optat per continuar utilitzant Nurse 
que, tot i oferir unes eines de sandbox limitades, utilitza carpetes amb restriccions i ja 
està integrat dins del sistema. A més, en comptes de restringir l’execució, he creat una 
compilació simulada de Python, on és controlen les llibreries i dependències que 
utilitza i si ens semblen potencialment perilloses s’atura l’execució. 
 
No només he augmentat la seguretat pel codi Python, sinó que a més he restringit el 
temps d’execució dels programes sigui el llenguatge que sigui. Això en execucions 
locals al nostre ordinador pot semblar una limitació excessiva, però quan parlem de 
servir una eina d’execució remota de codi a gran quantitat d’usuaris, una sèrie de 
programes que tinguin un temps d’execució elevat pot alentir el nostre sistema i, fins i 
tot, col·lapsar-lo. 
 
Totes aquestes tasques de recerca, anàlisi i implementació orientades a la seguretat 
m’han resultat força gratificants, tot i que s’ha de tenir en compte que en aquest tema 
no estava iniciat. De fet, la falta d’estudis orientats a la seguretat informàtica al llarg 
de tot el grau em preocupava, ja que em sembla que és una matèria digne d’estudi. 
Això ha estat la meva principal motivació per escollir aquest projecte i orientar-lo com 
l’he orientat. 
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Annex: Manual d’instal·lació 
Per tal d’instal·lar el programa amb tots els seus mòduls i poder fer-ne ús, podeu 
seguir les instruccions esmentades al projecte anterior [1], tot i que tenint en compte 
un seguit de consideracions: 
 
 Instal·lar prèviament el mòdul snakefood. Ho podeu fer des de consola 
introduint la comanda ‘pip install snakefood’. 
 Al moment de crear la base de dades també estem afegint dos nous usuaris 
amb els rols de professor i d’estudiant. Els usuaris creats tindran tots la clau 
‘1234’ i els noms d’usuari quedaran de la següent forma: 
 Administrador: ‘admin’ 
 Professor: ‘teacher’ 
 Alumne: ‘student’ 
 La versió de SCP ja no és la 4.0, sinó la 4.1, de forma que quan vulguem 
accedir a l’aplicació des del navegador caldrà accedir a la direcció 
http://localhost:8080/SCP4.1.   
 
