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Naslov: Dinamicˇno dodeljevanje dostopa do omrezˇnih naprav
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Programska oprema postaja vse bolj kompleksna, tako po sˇtevilu vrstic kot
tudi po funkcionalnosti. V zˇelji, da bi programski izdelek cˇim prej trzˇili ve-
likokrat programska oprema vsebuje dolocˇene pomanjkljivosti zaradi katerih
izdelek nima zadostne zasˇcˇite. Obstojecˇi varnostni mehanizmi, ki naj bi
zagotavljali, da aplikacije ne bi bile dostopne za neznane oziroma nezazˇelene
uporabnike, se ponavadi aktivirajo sˇele v viˇsjih slojih aplikacij. Z obstojecˇimi
varnostnimi mehanizmi praviloma tezˇje dolocˇimo, ali ima uporabnik pravice
dostopa na nizˇjih slojih. V primeru, ko so ranljivi mehanizmi avtentikacije
in avtorizacije, je ogrozˇena splosˇna varnost programske storitve.
Diplomsko delo predstavi mozˇnost omejitve dostopa do sistema na omre-
zˇnem sloju, tako da dinamicˇno dodelimo pravice uporabniku v pozˇarnem
zidu. Posledicˇno to omogocˇa, da storitev vzpostavimo na internetu in da je
le ta omrezˇno nevidna vsem neavtoriziranim uporabnikom.
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Today’s software is getting more complex by the number of lines of code
as well as the number of included features. Due to the rising complexity
of software and market demands to release new products, the number of
new vulnerabilities is on the rise too. Current mechanisms to defend against
unauthorized access are usually implemented in higher layers of the network
stack.
Limiting access in the application layer is a common practice, while lower
layers access rights are harder to implement. The problem becomes evident
when an application is vulnerable and the mechanisms of authentication and
authorization are threatened. This thesis proposes a method of user authen-
tication and authorization which functions on the network layer by dynam-
ically assigning firewall rules. This in turn facilitates deployment of dark
network applications on the internet - applications which are accessible on
the network layer only to authorized users.





V danasˇnjem svetu informacijske povezljivosti in hitrega razvoja programske
opreme je precejˇsnja verjetnost, da v programski opremi obstajajo dolocˇene
pomanjkljivosti, zaradi katerih oprema nima zadostne zasˇcˇite. Tezˇava lahko
nastane, ko storitve, ki vsebujejo dolocˇene ranljivosti pri mehanizmih zasˇcˇite
dostopa, prikljucˇimo v omrezˇje, predvsem na internet. Mozˇnosti zlorabe pro-
gramske opreme, oz. stopnja ranljivost storitve, se premosorazmerno povecˇa
z vecˇjo povezljivostjo naprav.
Mehanizmi s katerimi branimo aplikacije pred neznanimi uporabniki so
ponavadi implementirane v viˇsjih slojih sklada IP. Ponavadi dolocˇimo avtor-
izacijo na aplikacijskem sloju, ker z obstojecˇimi mehanizmi tezˇko dodelimo
pravice uporabniku na nizˇjih slojih. To velja sˇe posebej danes, ko uporabl-
jamo sˇtevilne razlicˇne omrezˇne povezljive naprave. V primeru, ko je aplikacija
ranljiva in s tem njeni mehanizmi avtentikacije in avtorizacije, je ogrozˇena
splosˇna varnost programske storitve.
Cˇetudi imamo splosˇno gledano varno aplikacijo, to sˇe ne pomeni, da
smo tudi varni pred vsemi mozˇnimi zlorabami oziroma zunanjimi napadi.
Varnost lahko definiramo tudi kot skupek zasˇcˇitnih mehanizmov s katerimi v
posameznih predvidenih situacijah v cˇim vecˇji meri onemogocˇimo zunanje
nezazˇelene vdore. Ko potrebno vlozˇeno delo napadalca bistveno presega
vrednost, ki jo napadalec lahko pridobi z zlorabo sistema, takrat velja, da je
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aplikacija varna.
En sloj zasˇcˇite praviloma ne zadostuje za ponudbo varne programske
storitve. Vsak poskus vdorov oz. zlorab s strani nepooblasˇcˇenih oseb je
potrebno cˇim prej zaznati in jim pri tem preprecˇiti dostop. Pozˇarni zi-
dovi sicer lahko sluzˇijo kot prvi obrambni mehanizem pred nepooblasˇcˇenimi
uporabniki. Slabost pozˇarnih zidov pa je staticˇna dolocˇitev dovoljenih omre-
zˇnih naprav. Danasˇnje naprave pogosto nimajo fiksnega omrezˇnega naslova.
Posledicˇno pozˇarni zidovi danes ne omogocˇajo enostavnega nacˇina omejevanj
omrezˇnega prometa samo dolocˇenim uporabnikom.
1.1 Pregled podrocˇja
V diplomskem delu smo se osredotocˇili na odprtokodne projekte. Ti so nam
omogocˇili pregled podrobnosti njihovega delovanja in mozˇnosti analize sla-
bostih. Nekateri koncepti, predstavljeni v delu, niso v sˇiroki uporabi, kar
pomeni, da razpolagamo s pomanjkljivim znanjem o njihovih implementaci-
jah, in sicer tako odprtokodnih kot tudi komercialnih.
Koncept dinamicˇnih pozˇarnih zidov za potrebe dostopa je znan pod ime-
nom trkanje na vrata (angl. port knocking) in preverjanje pristnosti z enim
paketom (angl. single packet authorization). Koncepta nista povsem nova
in obstajajo sˇtevilne implementacije. V diplomskem delu predstavimo, zakaj
je preverjanje pristnosti z enim paketom boljˇsi pristop, in opiˇsemo projekt
fwknop, ki je referencˇna implementacija koncepta.
Programsko dolocˇen rob omrezˇja (angl. software defined perimeter) pred-
stavlja nadgradnjo dinamicˇnega dostopa. Koncept je sˇe vedno v fazi razvoja
delovne skupine organizacije CSA (Cloud security alliance), kar pomeni, da
ni na voljo veliko implementacij. Poleg nekaterih komercialnih izdelkov, ka-
terih podrobnosti implementacije ni mozˇno analizirati, obstaja odprtokodni
projekt podjetja Waverley Labs. Waverley Labs razvija odprtokodno im-
plementacijo programsko dolocˇenega roba omrezˇja, kot tudi komercialno ra-
zlicˇico. V diplomskem delu opiˇsemo, kako deluje odprtokodna razlicˇica, kot
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tudi specifikacijo programsko dolocˇenega roba omrezˇja od CSA.
1.2 Cilj in struktura diplomskega dela
Cilj diplomskega dela je zacˇrtati razvoj taksˇne programske opreme, ki bi
uporabnikom dinamicˇno omejevala dostop do storitev na omrezˇnem sloju.
Uvodni del diplomske naloge je posvecˇen delovanju pozˇarnih zidov, s
poudarkom na nekaterih njihovih kljucˇnih pomanjkljivostih. V nadaljevanju
je podan opis dveh mozˇnih tehnik dinamicˇnega dodeljevanja dostopa. Uvodno
poglavje se zakljucˇi s predstavitvijo programske opreme, ki uporablja prever-
janje pristnosti z enim paketom. Pri tem so podane prednosti ter slabosti
obravnavane metode.
Naslednje poglavje, pod naslovom ’Lastna implementacija preverjanja
pristnosti z enim paketom: OpenSPA’ natancˇneje predstavi nacˇrtovan pro-
tokol OpenSPA. Protokol omogocˇa preverjanje pristnosti uporabnika z uporabo
enega paketa na nacˇin, ki ne razkrije obstoja strezˇnika. Sledi opis programske
implementacije in mozˇne izboljˇsave.
Cˇetrto poglavje, z naslovom ’Programsko dolocˇen rob omrezˇja’ podrob-
neje opisuje programsko opremo, ki poenostavi delovanje preverjanja prist-
nosti uporabnikov z enim paketom. V poglavju je predstavljena specifikacija,
ki opisuje delovanje taksˇnega sistema. V nadaljevanju je podan opis lastne
odprte kodne implementacije, ki nadgradi predstavljeno implementacijo pre-
verjanja pristnosti z enim paketom. Poglavje se zakljucˇi z analizo mozˇnih
izboljˇsav.
Diplomska naloga se zakljucˇi s primerom uporabe, ki zdruzˇuje razvito pro-
gramsko opremo in demonstrira njihovo uporabnost. Primer ponazarja, kako
dva uporabnika, ki imata razlicˇne pravice do storitev, uporabljata razvito
programsko opremo. Kot primer neavtoriziranega uporabnika je predstavl-
jen napadalec, ki neuspesˇno poskusˇa dostopati do zasˇcˇitenih storitev.
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Poglavje 2
Dinamicˇna dodelitev dostopa z
uporabo pozˇarnega zidu
Pozˇarni zidovi so ena izmed najbolj osnovnih omrezˇnih komponent za gradnjo
varnih omrezˇij vseh velikosti. Konfiguracija pozˇarnih zidov ponavadi poteka
z dodajanjem pravil, ki dovolijo ali zavrnejo omrezˇni promet [10].
2.1 Konfiguracija pozˇarnih zidov dandanes
Glavna naloga pozˇarnega zidu je odobritev omrezˇnega prometa, ki se pretaka
po omrezˇju. Ponavadi konfiguracija poteka tako, da omrezˇni administrator
nastavi pravila. Pravila se navezujejo na znacˇilnosti prometa, kot so:
• Izvorni naslov IP
• Ciljni naslov IP
• Izvorna vrata
• Ciljna vrata
• Protokol (npr. TCP, UDP, ICMP, itd.)
• Tip paketa (npr. pri protokolu ICMP: Echo reply [15])
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• Stanje povezave (npr. pri protokolu TCP: ESTABLISHED [15])
Z uporabo pravil je konfiguracijo mozˇno izpeljati na dva nacˇina: po prin-
cipu bele liste (angl. whitelist) ali cˇrne liste (angl. blacklist) [13]. Razliko
med obema nacˇinoma predstavlja privzeta omrezˇna politika za promet, ki se
ne ujema z nastavljenimi pravili. Cˇe je pozˇarni zid konfiguriran po principu
bele liste, potem je ves promet blokiran, razen tistega prometa, ki je eksplic-
itno dovoljen po pravilih bele liste. Pri cˇrni listi je ves promet dovoljen, razen
tistega, ki je eksplicitno blokiran. Konfiguracija pozˇarnega zidu po principu
bele liste predstavlja boljˇso prakso kot cˇrne liste. Razlog je predvsem zaradi
lazˇje definicije dovoljenega prometa z manjˇsim sˇtevilom pravil, v primerjavi
s cˇrno listo.
2.2 Dinamicˇna konfiguracija
Tipicˇna konfiguracija pozˇarnega zidu je staticˇna nastavitev pravil, ki odrazˇa
omrezˇno politiko, kot na primer, kdo ima dovoljenje komunicirati z razlicˇnimi
storitvami na omrezˇju.
Konfiguracija pozˇarnega zidu z metodo bele liste je primerna za sistem,
ki bi dodelil omrezˇni dostop samo tistim uporabnikom, ki imajo dostop do
storitve, in le takrat, ko ga potrebujejo. Ustvarili bi lahko spletno storitev,
kjer bi uporabniki lahko zahtevali dostop do zˇelenih storitev preko graficˇnega
vmesnika. Taksˇen sistem je zaradi mozˇnosti konfiguracije pozˇarnega zidu zelo
vabljiv za poskuse nepooblasˇcˇenega posega oziroma vdora. Cˇe je taksˇna
storitev izpostavljena na internetu, in s tem dostopna kjerkoli na svetu,
lahko postane lahka tarcˇa vdorov. Zato je treba taksˇno storitev zakriti pred
morebitnimi napadalci. Izziv razvoja taksˇnega sistema je ravno v zakrivanju
taksˇne storitve.
Potreben je mehanizem, da se naprava omrezˇno skrije pred nepooblasˇcˇe-
nimi uporabniki in da je sˇe vedno dostopna vsem pooblasˇcˇenim uporabnikom.
Tekom cˇasa sta se razvila dva postopka kot mozˇni resˇitvi. Prvi postopek se
imenuje trkanje na vrata (angl. port knocking). Ta postopek se je zaradi
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strogih podatkovnih omejitev in varnostnih pomanjkljivostih upokojil [16].
Nadomestil ga je drugi postopek, ki se imenuje preverjanje pristnosti z enim
paketom (angl. single packet authorization).
Tovrstni varnostni ukrepi, ki uporabljajo dinamicˇna pravila v pozˇarnem
zidu, ne zagotavljajo popolne varnosti. Njihova uporaba pripomore k varnosti
tako, da zmanjˇsa povrsˇino mozˇnih napadov, in to sˇe preden taksˇni napadi
pridejo do same aplikacije. Souporaba drugih varnostnih mehanizmov je
predpogoj za varno aplikacijo. Dinamicˇna uporaba pozˇarnega zidu velja kot
prvi varnostni mehanizem pri obrambi pred mozˇnimi vdori.
2.3 Trkanje na vrata
Osnovni cilj postopka trkanja na vrata je posredovati informacijo o avten-
tikaciji. To storimo s trkanjem na vrata - vnaprej znanim zaporedjem paketov
poslanih na dolocˇena omrezˇna vrata. Cˇe je trkanje na vrata uspesˇno, strezˇnik
odpre vrata - dostop do storitve odjemalcu. Od zacˇetka zasnove leta 2003 se
je razvilo skoraj 30 znanih implementacij trkanj na vrata [19]. Razlike med
implementacijami so v tem, kako le-te dosezˇejo avtentikacijo.
V splosˇnem lahko razdelimo implementacije v tri kategorije. Najbolj pre-
prost nacˇin je klasicˇno trkanje na vrata (angl. plain-text port knocking).
Princip klasicˇnega trkanja na vrata trdi, da je (skrivnostno) zaporedje trkanj
na vrata dovolj, da avtoriziramo uporabnika [11]. Taksˇen nacˇin je sicer mozˇno
trivialno zlorabiti, saj z enostavnim zajetjem prometa napadalec lahko izvrsˇi
(skrivnostno) trkanje, ki posledicˇno pomeni dostop do zasˇcˇitene storitve.
Drugi nacˇin se imenuje kriptografsko trkanje na vrata (angl. cryptographic
port knocking). Implementacije, ki spadajo v to kategorijo sˇifrirajo z uporabo
simetricˇnega kljucˇa; podatke o naslovu IP od odjemalca in omrezˇnih vrat do
katerih zˇelijo dostopati [11]. Sˇifrirano sporocˇilo posˇljejo strezˇniku, tako da
posˇljejo pakete na omrezˇna vrata, ki predstavljajo binarno vrednost sporocˇila.
Dejstvo je, da je vecˇina implementacij tovrstne kategorije ranljiva na napade
s ponovitvijo seje [11].
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Najbolj varen nacˇin implementacije trkanj na vrata se imenuje enkratno
trkanje na vrata (angl. one-time port knocking). Seja enega trkanja velja
samo enkrat. Ponavadi se to dosezˇe z uporabo seznama gesel, gesel gener-
iranih iz glavnega kljucˇa ali z dodajanjem cˇasovne oznake kriptografskega
trkanja na vrata [11].
2.3.1 Omejitve
Trkanje na vrata je zanimiv pristop prikritega odpiranja omrezˇnih vrat. Na
zˇalost, je ta pristop zgrajen na slabih temeljih, ki predstavljajo slabost tega
sistema. Najbolj ocˇitna tezˇava so napadi s ponovitvijo seje. Pri klasicˇnem
in kriptografskem trkanju na vrata taksˇen napad povzrocˇi odpiranje vrat
nepooblasˇcˇeni osebi [19].
V glavi paketa, ki se uporablja za trkanje na vrata je na voljo samo 2
bajta informacij [19]. Tudi princip zaporedja trkanj je problematicˇen, saj
paketi lahko pridejo do strezˇnika po razlicˇnih poteh. Da se temu problemu
izognemo, je potrebno vstaviti zakasnitve [20]. Posledicˇno omejena kolicˇina
podatkov v paketu in zakasnitve povzrocˇajo, da ni mozˇno posˇiljati vecˇjih
kolicˇin podatkov s katerimi bi lahko uporabili boljˇse varnostne mehanizme.
Ker odjemalec posˇilja pakete na razlicˇna vrata v zelo kratkem obdobju
je za zunanje opazovalce podobno skeniranjem vrat [19]. Podobnost postane
problematicˇna v omrezˇjih, kjer je postavljen sistem za preprecˇevanje ali odkri-
vanje vdorov (angl. intrusion detection/prevention system). Taksˇni sistemi
imajo mozˇnost, da ob odkritju skeniranj vrat blokirajo omrezˇno napravo
iz katere izhaja promet. Uporaba trkanj na vrata je v taksˇnih omrezˇjih
nemogocˇa, saj je trkanje obravnavano kot omrezˇni napad in povzrocˇi, da
sistem za preprecˇevanje vdorov blokira upravicˇenega uporabnika.
Metoda trkanja na vrata je lahko ranljiva na napade zaporedja trkanj
(angl. sequence busting attacks) [19]. Taksˇen napad izkoristi slabost, da
je edini podatek o uporabniku v glavi IP. Da napadalec lahko izvede na-
pad, mora vriniti ponarejena trkanja, medtem ko odjemalec izvaja trkanje.
Za kreiranje ponarejenega trkanja je potrebno zamenjati izvorni naslov IP
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z naslovom odjemalca. Napadalec lahko kontinuirano posˇilja neveljavna
trkanja in tako izvaja ohromitev storitve (angl. Denial of Service, DoS ). Za-
nimivo je, da lahko pride do enakega (nenamernega) ucˇinka tudi v omrezˇjih
NAT. Ko vecˇ uporabnikov deluje na omrezˇju NAT in zˇelijo hkrati izvesti
trkanje na vrata pri zunanjem strezˇniku. Strezˇnik ni zmozˇen locˇevati pake-
tov med uporabniki - zaradi omrezˇja NAT imajo v glavi IP vsi enak izvorni
naslov. Koncˇni rezultat so seveda neuspesˇna trkanja in nedostopnost storitve
za vse uporabnike.
Zaradi omenjenih slabosti se je razvil drugi nacˇin implementacije di-
namicˇnega dodajanja pravil v pozˇarni zid, to je preverjanje pristnosti z enim
paketom.
2.4 Preverjanje pristnosti z enim paketom
(SPA)
Single Packet Authentication (SPA) je metoda, s katero uporabnik dokazˇe
svojo identiteto tako, da posˇlje samo en paket [11]. Za razliko od trkanja
na vrata je celotno sporocˇilo zapakirano v podatkovno polje enega paketa.
Paket SPA se torej posˇlje le enkrat in to na tocˇno dolocˇena vrata. Taksˇen
pristop resˇi omejitve trkanja na vrata, saj omogocˇa posˇiljanje vecˇje kolicˇine
podatkov, brez zakasnitev in preprecˇi napade, ki izkoriˇscˇajo ranljivosti na
zaporedje trkanj.
SPA je zgrajen po principu odjemalec-strezˇnik [20]. SPA odjemalec posˇlje
en sˇifriran paket, ki vsebuje uporabniˇski naslov IP, enkratno kriptografsko
sˇtevilo in vrata do katerih zˇeli dostopati. Odjemalec posˇlje paket SPA preko
protokola IP do strezˇnika, ki ga obdela. V primeru, da je SPA paket veljaven
in da ima uporabnik dostop do storitve, se vrata odprejo z dodajanjem izjeme
v pozˇarni zid za uporabnikov naslov IP in zahtevana vrata. V nasprotnem
primeru SPA strezˇnik ignorira zahtevo. Odjemalec nikdar ne prejme odgov-
ora. Edina posledica postopka SPA je, da se v primeru uspesˇne avtentikacije
odprejo omrezˇna vrata.
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2.4.1 Omejitve in mozˇne resˇitve
Cˇeprav SPA resˇi tezˇave trkanja na vrata, obstajajo sˇe vedno omejitve. Na-
jvecˇja tezˇava so omrezˇja NAT [19]. Paket SPA mora vsebovati javni naslov
IP od odjemalca, saj na podlagi tega naredi izjemo v pozˇarnem zidu. Ker je
javni naslov IP od omrezˇja NAT pomeni, da izjema v pozˇarnem zidu velja za
vse naprave, ki so del omrezˇja NAT. Cˇeprav je NAT iz vidika nevtralnosti in-
terneta velika slabost, saj krsˇi princip koncˇne povezljivosti (angl. End-to-end
principle), je zaradi pomanjkljivosti naslovov IPv4 njegova uporaba obicˇajna
doma in tudi v podjetjih. Mehanizmi, ki poskusˇajo resˇiti tezˇavo, jo v celoti
ne resˇijo, le blazˇijo.
Ena od mozˇnih resˇitev je uporaba protokola IPv6 namesto IPv4. Imple-
mentacija resˇitve je otezˇena zaradi manjˇse uporabe protokola IPv6, cˇeprav
v celoti resˇi tezˇavo NAT. Po mnenju nekaterih tezˇava nastopi samo v tistih
primerih, kjer se uporablja SPA preko interneta. V internih omrezˇjih SPA
nima teh tezˇav, ampak zaradi danasˇnje globalne povezljivosti je delovanje
SPA preko interneta pricˇakovano.
Kot drugo resˇitev lahko v paketu SPA predlozˇimo podatek, da je odje-
malec za omrezˇjem NAT. Na ta nacˇin sporocˇimo strezˇniku SPA o prisotnosti
omrezˇja NAT. Ta lahko potem odlocˇa na podlagi omrezˇne politike, cˇe je
promet, ki izhaja iz omrezˇja NAT, dovoljen. Uporaba naslova NAT za ust-
varjanje izjeme v pozˇarnem zidu pravzaprav ni tezˇava. Tezˇava je, ko strezˇnik
SPA nima podatka o tem, da je odjemalec za omrezˇjem NAT. To lahko vodi
do tega, da strezˇnik dovoli promet, kateri ni skladen z omrezˇno politiko.
Zadnja resˇitev uporablja pozˇarni zid s podporo stanja (angl. stateful fire-
wall). Taksˇen pozˇarni zid hrani podatke o razlicˇnih povezavah in na podlagi
le-teh lahko ustvarjamo pozˇarna pravila. Resˇitev je primerna za povezave
TCP. Dodamo pravilo v pozˇarni zid, ki dovoljuje vse povezave, ki so v TCP
stanju povezane (angl. TCP ESTABLISHED state) [19]. Nato za zelo kratek
cˇas, to je nekaj sekund, dovolimo povezavo odjemalcu. Toliko, da lahko odje-
malec sklene povezavo TCP. Ko se uporabniku iztecˇe dostop, ni mozˇno vecˇ
skleniti nove povezave. Obstojecˇa povezava, je sicer sˇe vedno dovoljena.
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Ta nacˇin delovanja poskrbi, da je mozˇno izkoristiti omejitve naslova NAT v
pozˇarnem zidu le za nekaj sekund, v cˇasu inicializacije povezave. Ker SPA
pravzaprav ne zagotavlja omrezˇne varnosti, bi praviloma morali biti prisotni
sˇe drugi varnostni mehanizmi. Tovrstna resˇitev je varnostno sprejemljiva za
vecˇino primerov.
Druga tezˇava, ki se lahko pojavi, so omrezˇja, kjer uporaba UDP protokola
ni dovoljena. V taksˇnih primerih je potrebno uporabiti posredniˇski strezˇnik
(angl. proxy).
2.4.2 Fwknop
Fwknop je projekt, ki je najbolj aktiven na podrocˇju SPA. Cˇeprav so zacˇetki
fwknop projekta predstavljali implementacijo trkanja na vrata, se je projekt
razvil v implementacijo SPA dobro leto kasneje, maja 2005 [19].
Potek avtorizacije
Odjemalec ustvari paket IP v katerega zapiˇse potrebne podatke kot so: upora-
bniˇsko ime, nacˇin dostopa (odpiranje vrat ali ukaz) in podatke o zahte-
vanem dostopu (sˇtevilka vrat in protokol). Podatki so kriptografsko sˇifrirani
s simetricˇnim (AES) ali asimetricˇnim (z uporabo GnuPG) kljucˇem in poslani
strezˇniku na vnaprej znana vrata UDP (privzeto 62201) [19]. Strezˇnik pridobi
paket, desˇifrira in preveri, cˇe se zgosˇcˇena vrednost paketa ujema s prejˇsnjimi
paketi1. Cˇe je paket veljaven in ima uporabnik dovoljenje, se v pozˇarni zid
doda izjema.
Podrobnosti implementacije
Paket SPA v fwknop vsebuje sledecˇe podatke [5, 20]:
• fwknop razlicˇica
1Strezˇnik hrani seznam zgosˇcˇenih vrednosti vseh prejetih paketov. V primeru, ko dobi
paket, ki ima enako zgosˇcˇeno vrednost kot v seznamu, lahko zavrzˇe paket - mozˇen je napad
s ponovitvijo seje.
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• cˇasovna oznaka kreiranje paketa
• uporabniˇsko ime uporabnika
• nacˇin dostopa (dostop ali ukaz)
• podatki o dostopu (sˇtevilo vrat ali ukaz)
• 16 bajtov nakljucˇnih podatkov (enkratno kriptografsko sˇtevilo)
• SHA-256 zgosˇcˇena vrednost paketa
Fwknop podpira pridobitev paketov fwknop s poslusˇanjem na vrata UDP
ali pa s filtriranjem celotnega prometa za lastnosti SPA paketa z uporabo
knjizˇnice libpcap [1].
Fwknop podpira tri razlicˇne pozˇarne zidove: iptables, ipfw ali PF. Fwknop
resˇuje tezˇavo NAT z uporabo omenjene resˇitve kratkega dovoljenja povezav
v kombinaciji s pravilom za dovoljenje zˇe vzpostavljenih povezav. Projekt
je sˇe vedno aktiven in se v nekaterih primerih uporablja kot temeljni deljcˇek
drugih tehnologij.
Slabosti
Cˇeprav projekt fwknop velja kot primer dobre implementacije SPA, ima svoje
slabosti. V obdobju nekaj let se je v omenjenem projektu nabralo nekaj
t.im. tehnicˇnega dolga (angl. technical debt). Celoten projekt je zgrajen
pod predpostavko protokola IPv4. Prihodnost omrezˇij IP predstavlja IPv6,
zato je njegova podpora nujna. Podpora za IPv6 pri fwknop se nacˇrtuje zˇe
od leta 2011, a uporaba protokola je sˇe vedno nepodprta [2]. Zanimivo je, da
se je letos ponovno pojavilo povprasˇevanje za razvoj podpore IPv6. V cˇasu
pisanja te diplomske naloge fwknop uradno sˇe vedno ne podpira IPv6.
Najvecˇja slabost projekta fwknop je pomanjkanje zunanjega preverjanja
avtentikacije in avtorizacije. Strezˇnik fwknop zahteva, da so uporabniˇski
kljucˇi in seznam dovoljenih storitev shranjeni v datoteki na strezˇniku. To
predstavlja precejˇsnje tezˇave, ko zˇelimo podpreti vecˇje sˇtevilo uporabnikov
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- na primer v podjetjih. Pri vecˇjem sˇtevilu uporabnikov se tudi soocˇamo
s tezˇavami podvajanja uporabniˇskih podatkov, zaradi pomanjkanje podpore
uporabniˇskih imenikov (Microsoft Active Directory, FreeIPA itd.). To povzrocˇi,
da moramo podvajati podatke iz obstojecˇih podatkovnih baz. Taksˇen nacˇin
konfiguracije je nagnjen k napakam, kar lahko vodi do resnejˇsih posledic za
uporabnika, vkljucˇno s popolno nedostopnostjo storitve.
Princip avtorizacije je tudi zelo omejen pri fwknop. V konfiguracijo da-
toteke lahko dodamo samo uporabniˇske pravice do storitve. Konfiguracija
bolj naprednih pravil, ki izrazˇajo omrezˇno politiko, niso mozˇne - kot na
primer dolocˇitev avtorizacije na podlagi karakteristike odjemalcˇevega naslova
IP (dostop iz nedovoljene drzˇave, nedovoljenega omrezˇja itd.).
Dolocˇene omrezˇne aplikacije (P2P, multimedijske storitve itd.) potre-
bujejo razpon omrezˇnih vrat za komunikacijo. Fwknop paket ne podpira
zahtevanje razpona vrat, le ekspliciten seznam omrezˇnih vrat. To povzrocˇi,
v primeru zahteve za obsezˇen razpon omrezˇnih vrat, mnozˇico paketov (slika:
2.1). Poleg nepotrebnega dodatnega procesiranja paketov in dodatnega omre-
zˇnega prometa je konfiguracija pravil v pozˇarnem zidu dokaj neucˇinkovita.
V najslabsˇem primeru, ko uporabnik zahteva celoten mozˇen razpon vrat, je
posledica dodajanje 65,5352 pravil v pozˇarni zid, namesto enega3. Pozˇarni
zidovi ponavadi uporabljajo linearno ujemanje paketov4 s pravili [14]. To
povzrocˇi izrazito zmanjˇsanje zmogljivosti pozˇarnega zidu pri filtriranju omre-
zˇnega prometa. Z vecˇjim sˇtevilom uporabnikov, ki zahtevajo taksˇen dostop,
je upad zmogljivosti sˇe toliko bolj ocˇiten.
V pogovoru avtorja te diplomske naloge z Michaelom Rashem, ustvarjal-
cem in glavnim vzdrzˇevalcem projekta fwknop, smo izvedeli, da se za projekt
ne obeta razvoj novih funkcionalnosti. Zaradi omenjenih slabostih in vecˇje
fleksibilnosti pri razvoju novih funkcionalnosti smo se odlocˇili za lastno im-
plementacijo SPA.
2Celoten razpon omrezˇnih vrat je od 1 do 216 − 1 = 1–65, 535.
3Pozˇarni zidovi omogocˇajo dolocˇitev razpon vrat v enem samem pravilu, npr. tcp/2000-
3000.
4Po vrsti primerja ujemanje paketa z vsakim pravilom.
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2000 < m < k < r < 3000 
n << 2000 
tcp/2000, tcp/2001,
tcp/2002, ... , tcp/m
tcp/m+1, tcp/m+2,
tcp/m+3, ... , tcp/k
tcp/r, tcp/r+1,  
tcp/r+2, ... , tcp/3000...
Paket 1 Paket 2 Paket n
Slika 2.1: Zˇelimo poslati zahtevo za dostop do omrezˇnih vrat tcp/2000-3000.
Ker je zapis seznama vseh vrat vecˇji od prostora v paketu IP, je treba razdeliti
seznam na vecˇ paketov.
2.5 Varnost zaradi nepoznavanja?
V razpravi o varnosti pogosto naletimo na princip varnost zaradi nepoz-
navanja (angl. security through obscurity). Ta princip pravi, da skrivanje
podatkov o sistemu (arhitekturi ali nacˇinu delovanja) ni mehanizem za zago-
tavljanje varnosti, sˇe zlasti cˇe je to edini mehanizem. V idealnem svetu bi
bile aplikacije varne pred napadi in ne bi potrebovali tovrstnih mehanizmov
za omejevanje dostopa. Danasˇnji najboljˇsi pristopi obravnavajo varnost kot
sloje, kjer vsak dodaten sloj otezˇi delo napadalca. Naloga dinamicˇnih pravil
v pozˇarnem zidu ni, da zagotovi celotno varnost sistema, ampak da brani
pred vecˇino napadov, ki bi jih sicer omrezˇje posredovalo aplikaciji. Tovrstni
princip se imenuje obramba po globini (angl. defense in depth), ki se je
uporabljal zˇe v cˇasu gradnje vojasˇkih trdnjav [22]. Vecˇ kot imamo varnost-
nih mehanizmov, vecˇjo tezˇavo to predstavlja napadalcu. SPA lahko opravi
to zelo ucˇinkovito, cˇetudi dovoli ostalim napravam za omrezˇje NAT dostop.
Pravilna uporaba SPA je v kombinaciji z ostalimi varnostnimi ukrepi kot
so: VPN, digitalna potrdila, sˇifrirane povezave, uporabniˇska gesla, enkratna
gesla in dva ali vecˇfaktorska avtentikacija.
Poglavje 3
Lastna implementacija
preverjanja pristnosti z enim
paketom: OpenSPA
Fwknop ne omogocˇa prilagodljivih postopkov avtentikacije in avtorizacije.
Zaradi te pomanjkljivosti smo se odlocˇili za izdelavo lastne programske opreme
z imenom OpenSPA, ki omogocˇa vecˇjo prilagodljivost. Poleg tega izdelava
te nove programske oprema omogocˇa uporabo v omrezˇjih IPv6 in zahtevanje
dostopa do razpona omrezˇnih vrat.
Vizija protokola OpenSPA (slika: 3.1) je, da se uporabi kot sestavni del
programske opreme. V ta namen smo razvili posebno knjizˇnico - openspalib
- v programskem jeziku Golang, ki implementira specifikacijo OpenSPA in
istocˇasno olajˇsala integracijo protokola OpenSPA s programsko opremo.
3.1 Tipicˇen potek protokola
Sledi (slika: 3.2) zelo kratek, visokonivojski pregled, kaksˇen je tipicˇen potek
protokola:
1. Odjemalec ustvari zahtevo, v katero doda svoj javni naslov IP, ID
naprave, protokol in omrezˇna vrata (od storitve) do katere zˇeli dostopati.
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Slika 3.1: Vizija za protokol OpenSPA je, da se uporabi kot sestavni del
programske opreme.
Celoten paket podpiˇse in sˇifrira, predno ga posˇlje strezˇniku OpenSPA
z uporabo okvira UDP.
2. Strezˇnik prejme paket, ga desˇifrira in preveri podpis. Cˇe je podpis
veljaven, preveri cˇe je uporabnik avtoriziran na podlagi svoje zahteve.
V primeru da je, sledi dodajanje izjeme v pozˇarni zid. V nasprotnem
primeru strezˇnik zavrne paket in ne odgovori odjemalcu, da je priˇslo
do napake.
3. Strezˇnik kreira odgovor v katerem zapiˇse za koliko cˇasa ima odjemalec
dostop do storitve. Paket podpiˇse in sˇifrira, predno ga posˇlje odjemalcu.
4. Odjemalec prejme odgovor, desˇifrira vsebino in preveri podpis. Odje-
malec se zdaj lahko povezˇe na storitev za toliko cˇasa kot je zapisano v
paketu.
5. Ko se cˇas dostopa iztecˇe, strezˇnik odstrani pravilo iz pozˇarnega zidu.
3.2 Nacˇrtovani protokol
Pri nacˇrtovanju in implementaciji protokola OpenSPA smo si zastavili cilj
odpravo pomanjkljivosti od projekta fwknop. Izdelali smo popolnoma bina-
rno kodiranje paketov, saj je velikost paketov ena izmed pomembnih ome-
jitev. Pri fwknop je mocˇ opaziti slabosti tesnega sklopa postopka, avten-

























Odstranjevanje pravila iz pozˇarnega zidu
Slika 3.2: Primer tipicˇnega poteka protokola.
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priporocˇljivo implementirati razsˇiritvene skripte (angl. extension scripts).
Le-te omogocˇajo kompletno programsko svobodo pri dolocˇitvi postopkov av-
tentikacije in avtorizacije. V paket tip zahteva smo tudi dodali mozˇnost
dolocˇitve razpona omrezˇnih vrat. V primerjavi s fwknop to omogocˇa ust-
varjanje bolj ucˇinkovitih pravil v pozˇarnem zidu in s tem hitrejˇso obdelavo
paketov. Podprli smo tudi protokol IPv6, kar je vplivalo na zasnovo kodi-
ranja paketov - zaradi daljˇsih naslovov IPv6 je bilo potrebno povecˇati velikost
paketa.
Dodali smo tudi paket tipa odgovor, ki ga strezˇnik posˇlje v primeru
uspesˇne avtorizacije. Tovrstna zasnova protokola se ne pojavi pri ostalih
implementacijah trkanja na vrata ali SPA. Zaradi odlocˇitve locˇevanja imple-
mentacije pozˇarnega zidu od strezˇnika izgubimo podatek o tem, koliko cˇasa
ima uporabnik na voljo, da dostopa do storitve. Paket tipa odgovor resˇi to
tezˇavo in omogocˇa dinamicˇno dolocˇitev dostopa razlicˇnim uporabnikom in
storitvam. Poleg tega ima odjemalec potrebne podatke, da ve, kdaj mora
ponovno poslati zahtevo. Ta nacˇin omogocˇa odjemalcu komunikacijo brez
prekinitev, saj paket tipa odgovor jasno definira, koliko cˇasa bo odjemalec
imel dostop. Paket tipa odgovor olajˇsa delo z razhrosˇcˇevanjem. Cˇe storitev,
ki je zasˇcˇitena z OpenSPA ne deluje, lahko sklepamo, da gre za aplikacijsko
napako v primeru, ko dobimo od strezˇnika OpenSPA odgovor.
Poleg locˇitve pozˇarnega zidu od protokola smo zˇeleli cˇim bolj locˇiti tudi
kriptografske mehanizme protokola. Dodali smo dve polji, kateri dolocˇata
vrsto sˇifriranja in vrsto podpisa. Polji sta dovolj veliki, da podpirata mnogo
razlicˇnih vrst kriptografije. Polje, ki dolocˇa sˇifiriranje, ima prostor za 26 = 64
razlicˇnih metod. Polje, ki dolocˇa podpis, pa 28 = 256 razlicˇnih metod. Na
ta nacˇin protokol ni vezan na samo eno kriptografsko metodo, ampak lahko
dodajamo novejˇse in bolj zmogljivejˇse pristope - kot so na primer digitalna
potrdila.
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Slika 3.3: Glava OpenSPA paketa
3.3 Protokol OpenSPA
Protokol OpenSPA je sestavljen iz dveh paketov, to je zahteve in odgovora.
Omejitev velikosti celotnega paketa znasˇa 1232 bajtov1.
3.3.1 Glava
Glava paketa (slika: 3.3) je identicˇna za oba tipa paketa, zahteva in odgovor.
Vsebuje naslednja polja:
• Razlicˇica protokola (4 biti): Definira, katera razlicˇica protokola se upora-
blja.
• Tip paketa (1 bit): Definira, kaksˇen tip paketa je v podatkovnem delu
(0=zahteva/1=odgovor).
• Rezervirano (5 bitov): Polje, ki je rezervirano za prihodnje funkcional-
nosti.
• Metoda kriptografije (6 bitov): Metoda, s katero je podatkovno polje
zasˇifrirano.
Glava OpenSPA ima velikost 2 bajta in se doda kot predpona podatko-
vnemu paketu, ki vsebuje zahtevo ali odgovor. Kot pricˇakovano se glava
paketa ne sˇifrira, kajti vsebuje podatke o tem, katera metoda sˇifriranja se je
uporabila pri podatkovnem delu paketa in vsebuje tudi razlicˇico protokola. S
poljem razlicˇica protokola je mozˇno ohraniti vzvratno zdruzˇljivost in dodajati
nova polja, ki razsˇirijo funkcionalnost protokola.
1Podrobnosti, kako smo priˇsli do te omejitve, so razlozˇene v podpoglavju 3.4.
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3.3.2 Zahteva
Sledi seznam polj v podatkovnem delu paketa tipa zahteva (slika: 3.4).
• Cˇasovna oznaka (8 bajtov): UNIX 64-bitna cˇasovna oznaka (angl. times-
tamp), ki oznacˇuje, kdaj je bil paket kreiran.
• ID naprave (16 bajtov): UUID naprave.
• Enkratno kriptografsko sˇtevilo (3 bajti): Nakljucˇno sˇtevilo, ki se uporablja
za obrambo pred napadi s ponovitvijo seje.
• Protokol (1 bajt): Protokol do katerega zˇeli odjemalec dostop (npr.
TCP, UDP, ICMP itd.). Sˇtevilo je definirano s strani IANA pod speci-
fikacijo Assigned Internet Protocol Numbers [12].
• Zacˇetna vrata (2 bajta): Vrata do katerih odjemalec zˇeli dostop.
• Koncˇna vrata (2 bajta): V primeru, da odjemalec zˇeli dostop do razpona
vrat, definira tu koncˇna vrata, drugacˇe pa ponovno definira zacˇetna
vrata.
• Metoda podpisa (1 bajt): Metoda, s katero je bil paket podpisan.
• Zastavica NAT (1 bit): Zastavica katero jo mora odjemalec nastaviti,
cˇe zazna, da je za omrezˇjem NAT.
• Rezervirano (23 bitov): Polje je rezervirano za mozˇne razsˇiritve v pri-
hodnosti.
• Javni IP naslov od odjemalca (16 bajtov): Javni IPv4 ali IPv6 naslov
od odjemalca, ki bo dodan v pozˇarni zid za dostop.
• Javni IP naslov od strezˇnika (16 bajtov): Javni IPv4 ali IPv6 naslov od
strezˇnika, do katerega zˇeli odjemalec dostop.
• Podpis (maks. 1162 bajtov): Uporabniˇski digitalen podpis paketa.
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Slika 3.4: Podatkovni del sˇifriranega paketa OpenSPA tipa zahteva
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Najvecˇja velikost OpenSPA paketa tipa zahteva je torej 1232 bajtov2.
3.3.3 Odgovor
Sledi seznam polj v podatkovnem delu paketa tipa odgovor (slika: 3.5).
• Cˇasovna oznaka (8 bajtov): UNIX 64-bitna cˇasovna oznaka (angl. times-
tamp), ki oznacˇuje, kdaj je bil paket kreiran.
• Enkratno kriptografsko sˇtevilo (3 bajti): Nakljucˇno sˇtevilo, ki se uporablja
za obrambo pred napadi s ponovitvijo seje.
• Protokol (1 bajt): Protokol do katerega zˇeli odjemalec dostop (npr.
TCP, UDP, ICMP, itd.). Sˇtevilo je definirano s strani IANA pod speci-
fikacijo Assigned Internet Protocol Numbers [12].
• Zacˇetna vrata (2 bajta): Vrata do katerih odjemalec zˇeli dostop.
• Koncˇna vrata (2 bajta): V primeru, da odjemalec zˇeli dostop do razpona
vrat, definira tu koncˇna vrata, drugacˇe pa ponovno definira zacˇetna
vrata.
• Trajanje dostopa (2 bajta): Za koliko sekund ima naprava dostop do
omenjenih vrat.
• Metoda podpisa (1 bajta): Metoda, s katero je bil paket podpisan.
• Rezervirano (5 bajtov): Polje je rezervirano za mozˇne razsˇiritve v pri-
hodnosti.
• Podpis (maks. 1206 bajtov): Strezˇnikov digitalen podpis paketa.
Najvecˇja velikost OpenSPA paketa tipa odgovor je tudi 1232 bajtov3.
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Slika 3.5: Podatkovni del sˇifriranega paketa OpenSPA tipa odgovor
3.4 Pojasnila o nacˇrtovanem protokolu
3.4.1 Velikost paketa
Zgornja omejitev paketa je maksimalna velikost paketa na povezovalni plasti
- MTU (angl. maximum transmission unit). V praksi je MTU pri Ethernet
omrezˇjih omejen na 1500 bajtov. Ko imamo omrezˇne naprave, ki manipuli-
rajo s paketi IP in dodajajo informacijo, se ta omejitev zmanjˇsa. Empiricˇno
smo se odlocˇili na omejitev paketov OpenSPA na 1280 bajtov. 1280 bajtov je
omejitev na povezovalnem sloju, potrebujemo odsˇteti IPv4/IPv6 glavo, ki je
40 bajtov4 in glavo UDP, ki zasede 8 bajtov. Na koncu pridemo do omejitve
paketa OpenSPA na 1232 bajtov.
4Pravzaprav je glava IPv4 lahko velika od 20 do 60 bajtov odvisno od uporabe opcijskih
polj. Ta se sicer pogosto ne uporabljajo [21]. IPv6 ima fiksno glavo 40 bajtov - z mozˇnostjo
razsˇiritve.
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3.4.2 Polje cˇasovna oznaka in enkratno kriptografsko
sˇtevilo
Polje, ki dolocˇa cˇasovno oznako, omogocˇa strezˇniku filtriranje starih (nevel-
javnih) paketov. Dodali smo tudi polje, kjer vpiˇsemo enkratno kriptograf-
sko sˇtevilo. Kombinacija teh dveh polj omogocˇa obrambo pred napadi s
ponovitvijo seje in filtriranje starih paketov. To velja za vse pakete, tudi
tiste, ki jih ustvarimo v isti sekundi (cˇasovna oznaka je natancˇna do ene
sekunde). Strezˇnik mora shranjevati seznam zgosˇcˇenih paketov. Ob pre-
jemu novega paketa je potrebno pregledati, cˇe paket obstaja v seznamu. V
primeru, da obstaja, zavrzˇemo paket. Na ta nacˇin omogocˇimo ustreznejˇso
obrambo pred zunanjimi nepooblasˇcˇenimi vdori s ponovitvijo seje.
3.4.3 Naslov IP odjemalca in strezˇnika
Cˇeprav se na zacˇetku morda ponuja sklep, da glava IP ponuja enake infor-
macije kot podatki v podatkovnem delu paketa, ki se nanasˇajo na naslove IP,
je to napacˇen sklep. Zaradi omrezˇnih naprav, ki manipulirajo z glavo IP, se
naslovi v glavi lahko spremenijo. Polja naslov IP od odjemalca in strezˇnika
omogocˇata varno in nedvoumno informacijo o zahtevanem dostopu (saj je
paket digitalno podpisan). Poleg tega vpeljava dodatnih polj omogocˇa do-
datne funkcionalnosti protokola. Sledijo sˇtirje primeri o tem kaksˇno funkcional-
nost lahko dosezˇemo.
Primer 1: En odjemalec, en strezˇnik
Slika 3.6 prikazuje klasicˇen primer, kjer imamo enega odjemalca in en strezˇnik.
Strezˇnik je zasˇcˇiten s programsko opremo OpenSPA. Odjemalec posˇlje za-
htevo strezˇniku, strezˇnik odobri zahtevo in posˇlje odgovor odjemalcu. Zdaj




1. Paket OpenSPA zahteva
2. Paket OpenSPA odgovor 





Ciljni IP:    80.200.23.1
Glava IP
Izvorni IP: 212.235.235.1
Ciljni IP:    80.200.23.1
Paket OpenSPA zahteva
Slika 3.6: Primer, kjer odjemalec zahteva dostop do storitve na strezˇniku.
Primer 2: Dva odjemaleca, en strezˇnik
Slika 3.7 prikazuje primer, kjer odjemalec 1 pooblasti odjemalca 2 za dostop
do storitve na strezˇniku, ki je zasˇcˇiten s programsko opremo OpenSPA.
Primer 3: En odjemalec, dva strezˇnika
Slika 3.8 prikazuje primer, kjer odjemalec zahteva dostop do strezˇnika 2 in
posˇlje zahtevo strezˇniku 1 (kjer se nahaja strezˇnik OpenSPA).
Primer 4: Dva odjemalca, dva strezˇnika
Slika 3.9 prikazuje primer, kjer odjemalec 1 pooblasti odjemalca 2, za dostop
do strezˇnika 2, preko strezˇnika OpenSPA.
3.4.4 Polje zacˇetna in koncˇna vrata
Namesto enega samega polja za sˇtevilo omrezˇnih vrat sta dodani dve. Na ta
nacˇin je mozˇno zahtevati razpon vrat do katerih bi zˇeleli dostopati. Dolocˇene
aplikacije predvsem intenzivne multimedijske, storitve za zabavo (vecˇuporabni-
sˇke igre) in P2P aplikacije potrebujejo razpon vrat za pravilno delovanje. V
nasprotnem primeru bi bilo treba posˇiljati sˇtevilne pakete in hraniti komplek-
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Slika 3.8: Primer, kjer odjemalec posˇlje zahtevo strezˇniku 1 (strezˇnik
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Slika 3.9: Primer, kjer odjemalec 1 pooblasti odjemalca 2, za dostop do
strezˇnika 2 preko strezˇnika 1 (strezˇnik OpenSPA).
sno stanje za ponovno posˇiljanje v primeru izgube paketa ali izteku cˇasovnega
dovoljenja.
3.4.5 Tezˇava s preslikavo NAT
Kot je bilo zˇe omenjeno, ena izmed tezˇav SPA so primeri, kjer so odjemalci za
omrezˇjem NAT. V podpoglavju preverjanje pristnosti z enim paketom (SPA),
v razdelku omejitve in mozˇne resˇitve so nasˇtete mozˇne resˇitve problema NAT.
Protokol OpenSPA je zasnovan tako, da podpira protokol IPv6 in hkrati
vkljucˇuje zastavico NAT. Zastavico NAT vkljucˇi odjemalec, ko zazna, da
se nahaja za omrezˇjem NAT. Strezˇniku je prepusˇcˇeno, cˇe taksˇna zahteva
dovoljena ali ne. Ker pozˇarni zid ni tesno vezan na programsko opremo, je
mozˇno tudi konfigurirati pozˇarni zid s pravili, ki uposˇtevajo stanje povezave.
Ta nacˇin smo tudi predstavili v poglavju 2.4 kot mozˇno resˇitev.
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3.5 Implementacija protokola OpenSPA
Za implementacijo protokola OpenSPA5 je uporabljen programski jezik Go.
Omenjeni jezik je sistemski programski jezik, ki ponuja bogato standardno
knjizˇnico za programiranje omrezˇne programske opreme.
3.5.1 Razsˇiritvene skripte
Eden izmed ciljev protokola je, da sta programska oprema protokola OpenSPA
in mehanizmi avtentikacije in avtorizacije cˇim bolj locˇena. Protokol ne
definira mehanizma, kako to dosezˇemo. V ta namen smo razvili sistem
razsˇiritvenih skript (angl. extension scripts, ES ). Razsˇiritvene skripte so
programi, ki so definirani v konfiguracijski datoteki strezˇnika. Skripte so
lahko napisane v kateremkoli programskem jeziku, saj se izvajajo kot locˇeni
proces. Komunikacija s strezˇnikom poteka preko standardnega izhoda. Sledi
kratek opis razlicˇnih razsˇiritvenih skript.
Razsˇiritvena skripta: uporabniˇski imenik
Vse metode sˇifriranja in podpisovanja so implementirane v programski opremi.
Za dolocˇene metode potrebujemo zunanje podatke, kot je na primer javni
kljucˇ naprave. Za pridobitev tovrstnih podatkov priskrbi skripta uporabniˇski
imenik. Ob klicu nanjo lahko z ustreznim pod ukazom GET USER PUBLI-
C KEY od zahtevane naprave pridobimo javni kljucˇ.
Razsˇiritvena skripta: avtorizacija
Pri razsˇiritveni skripti se avtorizacija izvede po uspesˇni avtentikaciji paketa.
Glavni namen skripte je povprasˇevanje, koliko cˇasa, cˇe sploh, ima uporabnik
na voljo za dostop do zahtevane storitve. Strezˇnik pricˇakuje na standardni
izhod sˇtevilo, ki predstavlja cˇas dostopa v sekundah. Ker ima polje tra-
janje dostopa samo 16 bitov, je zgornja omejitev dostopa 216 − 1 = 65, 535
5Programska oprema je na voljo: http://openspa.org.
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sekund. Cˇas dostopa lahko nastavimo tudi na 0, kar pomeni da uporabnik
nima avtorizacije za dostop.
Razsˇiritvena skripta: dodajanje pravila v pozˇarni zid
Kot je razvidno iz imena skripte, je ta skripta zadolzˇena za dodajanje pravil
v pozˇarni zid. Cˇe ima uporabnik dovoljenje za dostop do omrezˇnih vrat,
strezˇnik klicˇe skripto, da zagotovi odjemalcu dostop do vrat. Tu so mozˇni
razlicˇni programi za razlicˇne pozˇarne zidove. Za potrebe diplomske naloge
je implementirana skripta, ki uporablja za pozˇarni zid iptables. Ta imple-
mentacija lahko deluje ali v nacˇinu shranjevanja stanj6 ali pa tudi brez (vecˇ
o tem v podpoglavju 3.5.6).
Razsˇiritvena skripta: odstranitev pravila iz pozˇarnega zidu
Pri razsˇiritveni skripti se ob klicu odstrani pravilo, ki ga je izvedla skripta za
dodajanje pravila v pozˇarni zid. Strezˇnik je tisti, ki sprozˇi skripto ob izteku
sˇtevca, ki meri cˇas dostopa. Cˇe strezˇnik dobi signal od operacijskega sistema
za prekinitev, strezˇnik tudi izvede skripto za odstranjevanje pravil. S tem
pocˇisti za sabo pozˇarni zid in priskrbi, da uporabniki ne morejo vecˇ dostopati
do sistema. V nasprotnem primeru bi uporabniˇsko pravilo za dostop ostalo
v pozˇarnem zidu po izteku dovoljenja.
3.5.2 Primer uspesˇne zahteve po dostopu
Sledi primer uspesˇne zahteve za dostop, s poudarkom na vrstnem redu kli-
canja razsˇiritvenih skript (ES) (slika: 3.10):
1. Strezˇnik prejme paket. Paket dekodira in na podlagi unikatnega iden-
tifikatorja naprave (angl. device UUID) zazˇene skripto uporabniˇski
imenik z ukazom GET USER PUBLIC KEY, da pridobi javni kljucˇ
od naprave.
6Ena izmed resˇitev tezˇave NAT.
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2. Z uporabo javnega kljucˇa preveri pristnost paketa (preveri podpis). Cˇe,
je paket veljaven, strezˇnik zazˇene skripto za avtorizacijo. Skripta vrne,
koliko cˇasa ima naprava dostop do zˇelenih omrezˇnih vrat.
3. Ker je cˇas dostopa vecˇji od nicˇ, strezˇnik klicˇe skripto za dodajanje
pravila v pozˇarni zid in ustvari izjemo za napravo na podlagi podatkov,
ki so v zahtevi (naslov IP, protokol, omrezˇna vrata itd.).
4. Po uspesˇnem vnosu izjeme v pozˇarni zid, strezˇnik ustvari paket tipa
odgovor in posˇlje odjemalcu informacijo koliko cˇasa ima naprava za
dostop.
5. Odjemalec dekodira paket in preveri njegov podpis. Cˇe je paket vel-
javen, izvlecˇe podatek o tem, koliko cˇasa je bilo odobreno za dostop.
Zdaj lahko naprava dostopa do sistema.
6. Po izteku dostopa, strezˇnik izvede skripto za odstranjevanje pravila iz
pozˇarnega zida in tako odvzame napravi dostop.
3.5.3 Kriptografija
Protokol OpenSPA v trenutni obliki ne predpisuje vseh mozˇnih kriptografskih
metod. Pri implementaciji protokola so dolocˇene prve metode podpisovanja
in sˇifriranja (slika: 3.11).
Metoda podpisovanja poteka z uporabo RSA in zgosˇcˇevalne funkcije SHA-
256. Postopek podpisovanja paketa zahteve je sledecˇ:
1. Odjemalec vzame glavo OpenSPA in (nepodpisani) podatkovni del pake-
ta, sledi izracˇun z uporabo zgosˇcˇevalne funkcije SHA-256.
2. Zgosˇcˇeno vrednost paketa predamo funkciji, ki sprejme zasebni kljucˇ
RSA (od odjemalca) in digitalno podpiˇse podatke. Rezultat funkcije je






1. uporabniˇski imenik ES
2. avtorizacija ES
3. dodajanje pravila v pozˇarni zid ES
Posˇlji odgovor
4. odstranjevanje pravila iz pozˇarnega
zidu ES
Slika 3.10: Primer uspesˇne zahteve s poudarkom, katere razsˇiritvene skripte
(ES) se izvedejo.
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Metoda sˇifriranja paketa poteka z uporabo javne kriptografije RSA in
simetricˇne kriptografije AES v nacˇinu CBC. Odlocˇili smo se za uporabo javne
kriptografije, da ne bi bilo treba hraniti uporabniˇskih kljucˇev za sˇifriranje na
strezˇniku. Zaradi znacˇilnosti RSA je desˇifriranje podatkov pocˇasneje kot z
uporabo simetricˇne kriptografije, npr. AES [17]. V primeru, ko imamo vecˇje
pakete OpenSPA, bi bilo treba razdeliti paket na bloke in jih posamezno
sˇifrirati z uporabo RSA. Zaradi vecˇje zmogljivosti strezˇnika smo se odlocˇili
za hkratno uporabo RSA in AES.
Odjemalec in strezˇnik imata vsak svoj par javnih in zasebnih kljucˇev.
Odjemalec mora hraniti javni kljucˇ od strezˇnika in strezˇnik mora hraniti
javni kljucˇ od odjemalca. Implementacija uporablja 2048 bitne kljucˇe RSA in
256 bitne kljucˇe AES. Kriptografija AES-256-CBC se uporablja za sˇifriranje
podatkov. Geslo kriptograma je nakljucˇna vrednost, ki se sˇifrira z javnim
kljucˇem RSA. Za uporabo AES smo se odlocˇili ker je pri RSA mozˇno sˇifrirati
le podatke velikosti kljucˇa. Pri AES velja enako, da je mozˇno sˇifrirati le
podatke velikosti kljucˇa. Prednost AES je v tem, da so kljucˇi manjˇsi in tako
s tem lahko prihranimo pri velikosti paketa.
Postopek sˇifriranje paketa zahteve je sledecˇ:
1. Odjemalec preda podpisan podatkovni del paketa funkciji za sˇifriranje.
2. Funkcija nakljucˇno generira 256 bitni AES kljucˇ in inicializacijski vek-
tor (IV).
3. Podatke zasˇifriramo s kriptografskim algoritmom AES-256-CBC z upora-
bo nakljucˇnega kljucˇa in IV.
4. IV dodamo kot predpono pri sˇifriranih podatkih.
5. Kljucˇ AES sˇifriramo z javnim kljucˇem od strezˇnika in dodamo kot pred-
pono sˇifriranih podatkov.














Podpis = RSA( SHA-256( Glava paketa || Nepodpisani podatkovni del paketa ), zasebni ključ odjemalca )
Podatkovni del paketa = nepodpisani podatkovni del paketa || podpis
Šifrirani podatkovni del paketa = RSA( ključ AES, javni ključ strežnika ) || 
IV || AES( IV, podatkovni del paketa || bitno zapolnjevanje, ključ AES )
OpenSPA paket (zahteva) = Glava paketa || Šifrirani podatkovni del paketa
Slika 3.11: Postopek odjemalca pri podpisu in sˇifriranju paketa tipa zahteva.
Strezˇnik prejme zahtevo nato v obratnem vrstnem redu izvede nasprotne
operacije (desˇifriranje namesto sˇifriranje itd.). Strezˇnik na enak nacˇin podpiˇse
in sˇifrira pakete tipa odgovor.
3.5.4 Uporabniˇska datoteka OSPA
Odjemalec mora imeti za uporabo programske opreme OpenSPA veliko ra-
zlicˇnih podatkov: naslov IP strezˇnika, omrezˇna vrata strezˇnika, javni kljucˇ
strezˇnika, zasebni kljucˇ odjemalca itd. Za poenostavitev uporabe programske
opreme smo se odlocˇili za kreiranje uporabniˇske datoteke s koncˇnico .ospa.
Uporabniˇska datoteka je zapisana v formatu yaml in vsebuje vse potrebne
podatke, da naprava komunicira s strezˇnikom.
Strezˇnik podpira tudi generacijo uporabniˇskih datotek preko ukazne vrstice.
Na ta nacˇin lahko administrator enostavno kreira uporabniˇsko datoteko, ki
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jo potem preda uporabniku v uporabo.
Primer uporabniˇske datoteke OSPA:
# Required field. Version of the OpenSPA OSPA file format
version: "0.1.0"
# Required field. Represents the name of the service, can be
# anything.
name: "My SPA server"
# Required field. The client’s unique ID (should be a UUID)
# that the server uses along with the client’s packet
# signature to verify authentication and authorization.
clientDeviceId: "c19541ee-4e58-4e66-98ea-7e896e4e73a1"
# Optional field. The OpenSPA server IP, to where we should
# send OpenSPA request packets. If not provided, it is
# required that you provide it with the command flag.
serverIp: 88.200.23.31
# Optional field. The OpenSPA server port, to where we should
# send OpenSPA request packets. If not provided the default
# port 22211 will be used. Can be overridden using a command
# flag.
#serverPort: 22211
# Optional field. The Echo-IP server to use to resolve the
# client’s public IP and if the client is behind a NAT. If
# not provided the default Echo-IP server will be used:
# "https://ip.openspa.org". If you wish to host your own
# the source code is available here:
# "https://github.com/greenstatic/echo-ip".
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# You can override this field using a command flag.
#echoIpServer: "https://ip.openspa.org"
# Required field. The client’s private RSA 2048 bit key.
# This should be the private key corresponding to the
# "publicKey" field public key. This field should be
# provided as a YAML multiline string like so:
#
# privateKey: |
# -----BEGIN RSA PRIVATE KEY-----
# <PRIVATE KEY CONTENTS HERE>
# -----END RSA PRIVATE KEY-----
#
# Note the "|" character after the field name, it denotes
# a multiline string with new lines preserved.
privateKey: |
-----BEGIN RSA PRIVATE KEY-----
/// redacted ///
-----END RSA PRIVATE KEY-----
# Required field. The client’s public RSA 2048 bit key.




# -----BEGIN PUBLIC KEY-----
# <PUBLIC KEY CONTENTS HERE>
# -----END PUBLIC KEY-----
#
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# Note the "|" character after the field name, it denotes a





# Required field. The server’s public RSA 2048 bit key.




# -----BEGIN PUBLIC KEY-----
# <PUBLIC KEY CONTENTS HERE>
# -----END PUBLIC KEY-----
#
# Note the "|" character after the field name, it denotes






Fwknop je dokazal, da je mozˇno zajeti pakete SPA s filtriranjem celotnega
omrezˇnega prometa naprave z uporabo orodja libpcap7 [19]. V tem nacˇinu
delovanja mora strezˇnik pridobiti dovoljenje od operacijskega sistema, da
lahko prejme ves omrezˇni promet. Strezˇnik fwknop poda orodju libpcap filter,
7Fwknop je zmozˇen zajeti promet tudi s poslusˇanjem na vrata, kot navadna omrezˇna
aplikacija.
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ki ustreza obliki paketov fwknop. Libpcap poskrbi za filtriranje prometa in
posredovanja ustreznih paketov strezˇniku.
Pri izdelavi strezˇnika OpenSPA smo se odlocˇili za zajem prometa s poslusˇa-
njem na omrezˇnih vratih. Razlog je v tem, ker strezˇnik v taksˇnem nacˇinu de-
lovanja ne potrebuje sistemskih pravic in ni tesno vezan na zunanje knjizˇnice,
ki mogocˇe ne bi delovale v drugih okoljih ali sistemih.
3.5.6 Uporaba pozˇarnega zidu brez uposˇtevanja stanj
Med implementacijo programske opreme smo naleteli na tezˇavo pri pozˇarnem
zidu iptables. Da bi omogocˇali strezˇniku normalno zunanjo komunikacijo
(pregled posodobitev, zunanjo komunikacijo za potrebe aplikacij itd.) smo
dodali pravilo, ki odobri promet, cˇe je povezava v stanju sklenjena. Pravilo
je bilo potrebno, ker smo nastavili privzeto pravilo za promet, ki se ne ujema
s pravili, da ga strezˇnik zavrzˇe. Pravilo je delovalo skladno s pricˇakovanjem,
vendar s stranskim ucˇinkom. Ko je bila odjemalcu dovoljena povezava, je
bila povezava oznacˇena kot sklenjena. Tezˇava je nastala, ko smo odstranili
pravilo. Povezava z odjemalcem je bila sˇe vedno oznacˇena kot sklenjena in
s tem posredno dovoljena. Skratka, nenamerno je bil implementiran SPA z
uposˇtevanjem stanj v pozˇarnem zidu (slika: 3.12).
Da bi dosegli podporo SPA brez uposˇtevanja stanj povezave (slika: 3.13)
smo priˇsli do sledecˇe resˇitve: V iptables smo dodal dodatno verigo OPENSPA-
BLOCK. Verigo smo vstavili med pravila verige OPENSPA8 in pravilom za
dovoljenje sklenjenih povezav. Ko smo zˇeleli odstraniti pravilo za dostop
odjemalcu, se je premaknilo pravilo iz verige OPENSPA v verigo OPENSPA-
BLOCK in s tem spremenil status iz ’dovoli’ v blokiraj’. Strezˇnik je prejel
promet od odjemalca, kateremu smo odvzeli dostop, pravilo pa je poskrbelo
za blokado prometa. Najvecˇja pomanjkljivost resˇitve je bila v tem, da se v
verigo OPENSPA-BLOCK stalno dodajajo pravila za blokado. Scˇasoma se
veriga OPENSPA-BLOCK napolni in iptables potrebuje dalj cˇasa za pregled
paketa. To vodi do dodatne obremenitve strezˇnika in posledicˇno pocˇasnejˇso
8Veriga OPENSPA se uporablja za dolocˇitev dovoljenih povezav.
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Slika 3.12: Slika predstavlja kaj se zgodi obstojecˇi in novi povezavi v primeru
konfiguracije pozˇarnega zidu iptables z uposˇtevanjem stanj.
komunikacijo. Resˇitev je v periodicˇnem odstranjevanju pravil. Pravilo v
verigi OPENSPA-BLOCK je potrebno le nekaj sekund do minute, dokler
povezava ni oznacˇena kot prekinjena.
3.5.7 Tezˇava s translacijo NAT
Predstavljena implementacija protokola poskusˇa resˇiti tezˇavo s translacijo
NAT na sledecˇe nacˇine:
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Slika 3.13: Slika predstavlja kaj se zgodi obstojecˇi in novi povezavi v primeru
konfiguracije pozˇarnega zidu iptables brez uposˇtevanjem stanj.
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• Zastavica NAT v zahtevi
• Mozˇnost uporabe pozˇarnega zidu v nacˇinu, ki uporablja stanje povezave
Vzporedno je bila razvita dodatna manjˇsa storitev - Echo-IP - ki deluje
kot razresˇevalnik javnih naslovov IP. Z uporabo Echo-IP, odjemalec lahko
posˇlje HTTP(S) zahtevo vnaprej dolocˇenem naslovu (npr. https://ip.
openspa.org) in v odgovoru HTTP pridobi podatek, kateri javni IP je bil
oznacˇen kot posˇiljatelj zahteve9.
Ker ima odjemalec OpenSPA mehanizem, da pridobi svoj IPv4 in IPv6
naslov (ki sta lahko le lokalna, lahko pa tudi javna), lahko primerja z odgov-
orom storitve Echo-IP. V primeru, ko sta naslova IP enaka (naslov IP, ki ga
ima odjemalec nastavljen in odgovor storitve Echo-IP), potem ima naprava
koncˇno povezljivost. V nasprotnem primeru odjemalec nima koncˇne pove-
zljivosti in je tako za omrezˇjem NAT (v tem primeru je odjemalcu potrebno
vkljucˇiti zastavico NAT pri posˇiljanju zahteve OpenSPA).
3.6 Mozˇne izboljˇsave
Med opisom OpenSPA so zˇe navedene nekatere tezˇave protokola in mozˇne
resˇitve. Poleg opisanih resˇitev so mozˇne sˇe dodatne izboljˇsave, ki se lahko
uporabijo pri nadgradnji programske opreme oz. pri izdelavi novejˇse razlicˇice
protokola.
3.6.1 Filtriranje v omrezˇni kartici
Cˇeprav ni nikjer omenjeno, da OpenSPA lahko brani napade DoS, je protokol
dovolj dobro zasnovan, da bi bilo smiselno v prihodnje raziskovati mozˇnosti
9Echo-IP podpira postavitev storitve, da deluje samo v nacˇinu IPv4 ali IPv6. V ta
namen imamo dve locˇeni domeni: https://ipv4.ip.openspa.org in https://ipv6.ip.
openspa.org. https://ip.openspa.org pa ima IPv4 in IPv6 podporo in tako vracˇa tisti
naslov IP, ki se je uporabil za posˇiljanje zahteve (ponavadi, cˇe ima naprava IPv6 potem
ima protokol IPv6 viˇsjo prioriteto kot IPv4).
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izboljˇsave OpenSPA za aktivno obrambo napadov DoS. Poleg mozˇnih ipt-
ables pravil za omejevanje prometa bi bilo zanimivo raziskati mozˇnosti za
uporabo orodja, kot so: eXpress Data Path (XDP) in Berkeley Packet Filter
(BPF). Tovrstna orodja omogocˇajo omejeno programiranje omrezˇne kartice
in njenih gonilnikov tako, da je mozˇno filtrirati promet na omrezˇni kartici.
Taksˇen pristop razbremeni strezˇnik in omogocˇa zavracˇanje ogromnih kolicˇin
prometa bistveno hitreje, kot bi to zmogel strezˇnik, ne da bi to vplivalo na
izvajanje programske opreme [8].
3.6.2 Digitalna potrdila
Med izdelavo referencˇne implementacije protokola je bil dolocˇen cˇas porabljen
za raziskovanje mozˇnosti implementacije digitalnih potrdil v zahteve OpenSPA.
Z vkljucˇitvijo digitalnega potrdila10 v paket bi razbremenili strezˇnik pri
iskanju javnega kljucˇa od odjemalca. Vse kar bi bilo potrebno storiti je to,
da se preveri digitalno potrdilo. V primeru, da je veljavno, bi lahko strezˇnik
pridobil javni kljucˇ od odjemalca iz samega digitalnega potrdila in potem
preveril podpis.
Poskusˇali smo uporabiti RSA 2048 bitno digitalno potrdilo. Poskus ni bil
uspesˇen. Ko je bilo digitalno potrdilo podpisano z uporabo lastne generirane
certifikatne agencije je velikost potrdila presegla omejitve paketa OpenSPA.
Pri naslednjem koraku smo poskusˇali kodirati digitalno potrdilo v binarni
obliki (ponavadi so kodirani v base64 obliki), a so bili rezultati enaki.
Cˇeprav RSA digitalna potrdila niso bila uspesˇna, bi bilo mozˇno vpeljati
potrdila, ki temeljijo na kriptografiji z elipticˇnimi krivuljami (angl. eliptic
curve cryptography, ECC ). ECC je kriptografija z javnimi kljucˇi, ki omogocˇa
sˇifriranje z manjˇsimi kljucˇi, kot so na primer RSA, z enako ali celo boljˇso
varnostjo. Kljucˇ ECC, ki je dolzˇine 233 bitov, je primerljiv 2048 bitnemu RSA
kljucˇu [9]. Taksˇne velikosti bi verjetno omogocˇale implementacijo digitalnih
potrdil ECC v protokolu OpenSPA.
10Digitalno potrdilo bi moralo biti podpisano s strani certifikatne agencije, ki jo strezˇnik
OpenSPA zaupa.
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3.6.3 Posˇiljanje preko TCP/HTTPS
V nekaterih vecˇjih omrezˇjih v podjetjih je uporaba prometa UDP nedovol-
jena. Ker se protokol OpenSPA zanese na UDP za posˇiljanje paketov bi bila
uporaba protokola v taksˇnih omrezˇjih nemogocˇa. Projekt fwknop je uspesˇno
naredil nekaj raziskav na to temo. Razvili so mehanizem uporabe fwknop
protokola preko TOR omrezˇja (angl. The Onion Router) - TOR omogocˇa le
povezave TCP.
3.6.4 Uporaba v oblacˇnih in kontejnerskih okoljih
Pri izdelavi protokola se nismo osredotocˇali na oblacˇne storitve ali kontejn-
erska okolja. Tovrstne tehnologije postajajo cˇedalje bolj priljubljene. Pri-
porocˇljivo bi bilo raziskati mozˇnosti izboljˇsave protokola za lazˇjo uporabo v
tovrstnih okoljih.
3.6.5 Avtomaticˇna zahteva po dostopu po potrebi
Referencˇna implementacija protokola trenutno lahko deluje samo v nacˇinu
rocˇne zahteve. To pomeni, da je treba za vsaka omrezˇna vrata (lahko tudi
razpon vrat) zahtevati dostop z rocˇnim poganjanjem programa. Tovrstni
postopek ni primeren za obicˇajne uporabnike. Da bi priblizˇali protokol
obicˇajnim uporabnikom bi bilo potrebno zasnovati mehanizem, ki bi samode-
jno zahteval dostop v cˇasu, ko uporabnik dostopa do storitve. Tovrstni meha-




Cˇeprav je SPA ucˇinkovita tehnika skrivanja storitev, je njena uporaba ome-
jena na primere, kjer vnaprej vemo, kje se nahajajo storitve. SPA deluje
na omrezˇnem sloju in operira z naslovi IP in omrezˇnimi vrati. Programsko
dolocˇen rob omrezˇja (angl. Software Defined Perimeter, SDP) je logicˇno
nadaljevanje SPA. SDP deluje na viˇsji ravni kot SPA, to je na ravni storitev.
Naloga SDP je zagotoviti vsakemu uporabniku lasten rob omrezˇja (slika:
4.1). Lasten rob omrezˇja pomeni, da vsak uporabnik (z razlicˇnimi pravicami)
vidi topologijo omrezˇja drugacˇe od ostalih. To pomeni, da nepooblasˇcˇeni
uporabniki nimajo mozˇnosti dostopati do storitev za katere nimajo pravic.
To omogocˇa vecˇjo varnost, saj so napadi na storitev omejeni na pooblasˇcˇene
naprave. Ker nas ne zanima fizicˇna topologija omrezˇja, je mozˇno postaviti
storitve na internet in jim omejiti dostop z uporabo koncepta programsko
dolocˇenega roba omrezˇja.
Leta 2013 je CSA (Cloud Security Alliance - neprofitna organizacija, ki
spodbuja varnost v oblacˇnih storitvah) ustvarila delovno skupino z namenom,
da bi razvila resˇitev, ki bi varovala aplikacijsko infrastrukturo pred zunanjimi
omrezˇnimi napadi. Prvo specifikacijo resˇitve so javno objavili in koncept
poimenovali SDP [3].
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Slika 4.1: Vsak uporabnik ima dolocˇen svoj rob omrezˇja. Odvisno
od uporabniˇskih pravic, uporabniki med seboj vidijo razlicˇne omrezˇne
topologije.
Principi, ki jih specifikacija SDP zahteva, niso povsem novi. Podobne
tehnike, ki jih specifikacija dolocˇa, so zˇe v uporabi v omrezˇjih oborozˇenih
sil in obvesˇcˇevalnih sluzˇb Zdruzˇenih drzˇav Amerike [3]. SDP posvoji njihov
logicˇni model in dolocˇi standardni potek delovanja.
SDP predpisuje model kjer imajo uporabniki omrezˇni dostop samo do
avtoriziranih storitev. Odjemalec se mora pred komunikacijo avtenticirati
in avtorizirati. Cˇe je postopek uspesˇen, se ustvari sˇifrirana povezava med
odjemalcem in aplikacijo po kateri se izmenja podatkovni promet [3].
4.1 Arhitektura SDP
Specifikacija SDP dolocˇa tri vrste komponent: odjemalec SDP (angl. ini-
tiating SDP host), strezˇnik SDP (angl. accepting SDP host) in krmilnik
SDP (angl. SDP controller). Komunikacija se zacˇne s krmilnikom, ki dolocˇa
katera naprava lahko komunicira s katero. Povezave s krmilnikom so del
kontrolnega kanala. Ta kanal skrbi za povezave na podatkovnem kanalu, ki
predstavljajo komunikacijo med odjemalcem in storitvijo.
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Slika 4.2: Prikaz kontrolnega in podatkovnega kanala storitve, zasˇcˇitene s
SDP [6].
4.1.1 Tipicˇen potek komunikacije
1. Odjemalec SDP posˇlje paket SPA krmilniku. Ob uspesˇni povezavi se
ustvari medsebojna povezava TLS.
2. Krmilnik SDP poizvede zunanje vire, da pridobi seznam storitev do
katerih ima odjemalec dostop.
3. Krmilnik sporocˇi vsem strezˇnikom SDP do katerih ima odjemalec dostop,
da lahko zacˇnejo sprejemati povezave od odjemalca.
4. Krmilnik sporocˇi odjemalcu do katerih storitev ima dostop.
5. Odjemalec posˇlje paket SPA vsakemu strezˇniku. Ob uspesˇni povezavi,
se ustvari do strezˇnika medsebojna povezava TLS po kateri poteka po-
datkovni promet s storitvami.
4.1.2 Preverjanje pristnosti z enim paketom
Prva specifikacija SDP predpisuje uporabo lastne implementacije SPA. Im-
plementacija predpisuje uporabo enkratnih gesel, ki se generirajo po speci-
fikaciji RFC 4226 (HOTP). HOTP (angl. HMAC-based One-time Password
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algorithm) je algoritem za generiranje enkratnih gesel z uporabo HMAC. Al-
goritem se pogosto uporablja v programski opremi, ki implementira vecˇfaktorsko
avtentikacijo [18].
Paket SPA je zgrajen iz treh polj:
• AID (Agent ID) - 32 bitni identifikator SDP naprave
• Geslo - 32 bitno sˇtevilo, ki ga HOTP vrne
• Sˇtevec - 64 bitno sˇtevilo, ki mora biti sinhronizirano med odjemalcom
in strezˇnikom
Protokol za SPA, ki ga predpisuje CSA-jeva specifikacija SDP, ima velike
pomanjkljivosti. Kot prvo, se paket posˇlje strezˇniku (ali krmilniku) preko
povezave TCP. Taksˇna implementacija SPA ni najboljˇsa. Ena od znacˇilnosti
tehnike SPA je skrivanje storitve. Skrivanje storitve pri SDP implementaciji
ni mozˇno, saj strezˇnik SPA sprejema pakete z uporabo TCP (kar odkrije
obstoj storitve).
Podatki o uporabniˇskem naslovu IP se pridobijo iz glave IP. Uporaba teh
podatkov je tvegana, saj podatki niso podpisani. Napadalec lahko spremeni
naslov v glavi in zavede strezˇnik, da omogocˇi napadalcu dostop [7].
Paket SPA ne vsebuje podatkov o zahtevanih vratih ali protokolu. Po-
manjkljivost podatkov v paketu SPA je bila namenoma izpusˇcˇena, saj je
uporaba SPA pri SDP omejena na skrivanje storitve TLS na strezˇniku.
Fwknop in OpenSPA nimata nasˇtetih slabostih in posledicˇno ponujata
boljˇso omrezˇno zasˇcˇito. Ustvarjalec projekta fwknop, Michael Rash, je de-
lovni skupini SDP predstavil slabosti predpisane metode SPA in dal napotke
za izboljˇsave. Tudi mi smo delovni skupini razjasnili slabosti njihove im-
plementacije in predstavili nasˇ protokol OpenSPA. V cˇasu pisanja omenjene
diplomske naloge je v pripravi druga razlicˇica specifikacije SDP. Razlicˇica
poskusˇa uveljaviti izboljˇsave, ki jih je Michael Rash priporocˇal in katera
resˇijo tudi dolocˇene tezˇave, katere so izpostavljene v tej diplomski nalogi.
Dokler ni koncˇana druga specifikacija, se priporocˇa uporaba alternativnih
implementacij SPA.
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4.2 Implementacija SDP Waverley Labs
V cˇasu pisanja diplomske naloge je na trgu prisotno le malo implementacij
SDP. Vpogled v podrobnosti njihovega delovanja ni mogocˇ zaradi nedostop-
nosti izvorne kode. Na srecˇo obstaja odprtokoden projekt podjeta Waverley
Labs, ki implementira SDP1. Programska oprema, ki implementira krmilnik
SDP, je sprogramirana z uporabo ogrodja Node.js. Odjemalec in strezˇnik
SDP sta implementirana s posebno razlicˇico fwknop.
Vsak strezˇnik SDP je zasˇcˇiten z fwknop. Krmilnik SDP skrbi, da se
generirajo uporabniˇski kljucˇi in da se le-te posˇljejo vsakemu strezˇniku SDP.
To je potrebno ker, kot smo zˇe opisali, fwknop zahteva, da so uporabniˇski
kljucˇi shranjeni na sistemu, ki ga fwknop sˇcˇiti.
Pri namestitvi programske opreme, administrator ustvari svojo (samopod-
pisano) certifikatno agencijo. Certifikatna agencija (CA) podpisuje digitalna
potrdila od komponent SDP. CA predstavlja vsem komponentam zaupanja
vredno avtoriteto. Uporablja se pri preverjanju medsebojne povezave TLS.
Krmilnik SDP je povezan na podatkovno bazo MySQL. Podatkovna baza
vsebuje podatke o uporabnikih, skupinah, strezˇnikih SDP in o uporabniˇskih
pravicah. Krmilnik iz podatkovne baze pridobi seznam storitev do katerih
ima uporabnik dovoljen dostop. Poizvedba se sprozˇi, ko je postopek SPA
uspesˇen in ko je medsebojna povezava TLS sklenjena. Krmilnik ob pridobitvi
seznama sprozˇi ukaz (preko medsebojne povezave TLS) pri vsaki storitvi na
seznamu, da dovoli povezavo odjemalcu.
Po prejemu seznama storitev, odjemalec posˇlje paket fwknop na vsako
storitev, da zahteva dostop. Cˇe je paket veljaven, se omrezˇna vrata od av-
torizirane storitve odprejo.
1Programska oprema dostopna na: https://github.com/WaverleyLabs/
SDPcontroller.
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4.2.1 Slabosti
Implementacija SDP Waverley Labs uporablja fwknop za SPA, zato so pris-
otne slabosti, ki smo jih opisali zˇe v prejˇsnjih poglavjih. To se predvsem
navezuje na tesno sklopljen postopek avtentikacije in avtorizacije. Ker fwknop
potrebuje kljucˇe od vseh uporabnikov v svoji konfiguracijski datoteki, SDP
krmilnik posˇlje vse kljucˇe vsaki storitvi. Poleg podvajanje podatkov in sla-
bosti ki jih tovrstno dejanje prinasˇa, je shranjevanje uporabniˇskih kljucˇev na
vsaki storitvi varnostno tvegano. Kot tudi tezˇavi pri skalabilnosti sistema.
Ker je krmilnik SDP napisan v programskem jeziku Javascript z uporabo
ogrodja Node.js, bi lahko to postalo problematicˇno. Node.js strezˇnik, ki iz-
vaja program Javascript, in se izvaja znotraj enega procesa (v eni niti). Pro-
gramiranje poteka asinhrono, posledicˇno so vhodni/izhodni klici (npr. komu-
nikacija z bazo) zelo ucˇinkoviti, saj ne blokirajo glavnega procesa. Slabost
strezˇnika Node.js je izvajanje procesorsko intenzivnih poslov [4]. Klasicˇen
primer je uporaba kriptografije. Izvajanje procesorsko zahtevnih poslov ne
poteka asinhrono in posledicˇno blokira glavni proces. To povzrocˇi, da se
zmogljivost procesiranja zahtev zmanjˇsa. Poleg vsega programski jezik Java-
script ni najboljˇsa izbira za programsko opremo, ki izvaja posle krmilnika
SDP. Za kriticˇen kos infrastrukture, kot je krmilnik SDP, je boljˇsa izbira
programski jezik, ki se prevede in nudi boljˇse zmogljivosti.
Krmilnik SDP je tesno vezan na lastno podatkovno bazo. Taksˇen pristop
vodi do podvajanje podatkov iz sistemov, kjer zˇe hranimo uporabniˇske po-
datke (npr. FreeIPA). V podjetjih taksˇna resˇitev ni optimalna, saj pri uskla-
jevanju podatkov med sistemi lahko pride do nepredvidljivih napak.
4.3 Lastna implementacija programske dolo-
cˇitve roba omrezˇja
Naslednji smiseln korak za SPA je implementacija SDP. Vizija uporabe Ope-
nSPA je, da ta predstavlja sestavni kosˇcˇek druge programske opreme. Uporaba
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OpenSPA pri lastni implementaciji SDP omogocˇa iz prve roke izkusiti, kako
lahko OpenSPA nadgradi programsko opremo. Pri zasnovi implementacije
SDP v diplomski nalogi smo se zgledovali po implementaciji od Waverley
Labs in pri tem poskusˇal odpraviti njene slabosti. Lastno implementacijo
SDP smo poimenovali OpenSDP2 in uporabil OpenSPA kot temeljni element
programske opreme.
OpenSDP je v trenutnem stanju zgolj ovitek okoli OpenSPA in vkljucˇuje
mehanizem odkrivanja storitev.
Tipicˇen postopek uporabe:
1. Odjemalec posˇlje strezˇniku OpenSDP zahtevo OpenSPA za dostop do
storitve OpenSDP.
2. Cˇe ima uporabnik dostop do storitve OpenSDP se odprejo vrata.
3. Preko medsebojne povezave TLS odjemalec posˇlje strezˇniku OpenSDP
zahtevo za odkrivanje storitev.
4. Strezˇnik OpenSDP zaradi medsebojne povezave TLS lahko varno izve
podatke o odjemalcu in poizvede do katerih storitev ima uporabnik
dostop. Seznam storitev se posˇlje nazaj odjemalcu.
5. Od prejema seznama storitev odjemalec posˇlje vsaki storitvi zahtevo
OpenSPA.
6. Storitve preverijo paket OpenSPA. Cˇe ima odjemalec dostop, se odprejo
omrezˇna vrata.
Koncˇni rezultat programske opreme OpenSDP je ukaz, s katerim uporab-
nik pridobi dostop do vseh avtoriziranih storitev. Mozˇno bi bilo dodati
OpenSDP ukaz med programe, ki se izvajajo v ozadju med zagonom operaci-
jskega sistema. Na ta nacˇin bi racˇunalnik od uporabnika v ozadju zahteval
dostop do avtoriziranih storitev in bi bila uporaba OpenSDP uporabniku
nevidna.
2Programska oprema je na voljo: http://opensdp.org.
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4.3.1 Podrobnosti implementacije
Zaradi medsebojne povezave TLS so potrebna digitalna potrdila. Na strezˇniku
OpenSDP je potrebno ustvariti lastno certifikatno agencijo. Nadalje potreben
je podpis javnih kljucˇev od vseh uporabnikov s strani certifikatne agencije.
Vsak odjemalec potrebuje podpisano digitalno potrdilo od nasˇe OpenSDP
certifikatne agencije in OSPA datoteko (konfiguracijska datoteka od odje-
malca za uporabo OpenSPA). Vsak strezˇnik je zasˇcˇiten z OpenSPA, vkljucˇno
s strezˇnikom OpenSDP.
Odjemalec ima mozˇnost rocˇno (cˇe mu je poznan naslov IP in vrata storitve)
ustvariti zahtevo OpenSPA in poslati strezˇniku zahtevo za dostop. Tezˇava je,
da ponavadi odjemalec nima potrebnih podatkov o dostopnih storitvah, zato
potrebuje mehanizem za odkrivanja le teh. Za odkrivanje dostopnih storitev
skrbi strezˇnik OpenSDP.
Komunikacija z strezˇnikom OpenSDP poteka preko enostavnega HTTP
REST vmesnika, ki je zasˇcˇiten z OpenSPA. Odjemalec, da bi lahko ko-
municiral z strezˇnikom OpenSDP mora poslati strezˇniku paket OpenSPA.
Naslednji korak je ustvarjanje medsebojne povezave TLS med odjemalcem in
strezˇnikom OpenSDP. Po uspesˇni povezavi odjemalec posˇlje strezˇniku GET
zahtevo na /discover. Odgovor je seznam storitev do katerih ima odjemalec
dostop.
Seznam dostopnih storitev se pridobi iz datotek tipa YAML, kjer so nave-
dene vse storitve in odjemalci, ki imajo do njih dostop. Odjemalec, ki ima
podatek o naslovu IP, protokolu in vratih ima vse potrebne podatke, da lahko
ustvari zahtevo OpenSPA.
4.3.2 Mozˇna nacˇina delovanja
Neodvisni nacˇin delovanja
Najbolj enostavna arhitektura OpenSDP je uporaba OpenSDP izkljucˇno za
odkrivanje storitev (slika: 4.5). Trenutno je to edini nacˇin delovanja, ki









# All these services need to exist in the services.yaml file
- name: example-www















Slika 4.4: Primer datoteke services.yaml












 4. Komunikacija s storitevijo 
Slika 4.5: Primer uporabe OpenSDP za odkrivanje storitve.
locˇene. Posledicˇno se avtentikacija izvaja dvakrat, pri strezˇniku OpenSDP in
strezˇniku OpenSPA.
Upravljalski nacˇin delovanja
Drugi nacˇin delovanje je, da strezˇnik OpenSDP poleg izvajanje posla odkri-
vanje storitev tudi izvaja vlogo strezˇnika OpenSPA za storitev. Odjemalec
bi namesto posˇiljanja zahteve po dostopu direktno do storitve poslal zahtevo
na strezˇnik OpenSDP (slika: 4.6). V taksˇnem nacˇinu delovanja storitve ne
potrebujejo lastnega strezˇnika OpenSPA. To poenostavi upravljanje celot-
nega sistema, belezˇenje aktivnosti in posodobitve. Slabost taksˇnega sis-
tema je, da strezˇnik OpenSDP postane kriticˇna tocˇka odpovedi. V primeru,
da odpove strezˇnik OpenSDP je komunikacija med odjemalci in storitvami
onemogocˇena. Postavitev dodatnih strezˇnikov OpenSPA za viˇsjo razpolozˇljivo-
st s trenutno implementacijo ni mozˇna.
4.3.3 Mozˇnosti izboljˇsave
V trenutni obliki projekt OpenSDP podpira samo neodvisni nacˇin delovanja.
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3. OpenSPA 
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4. OpenSPA 
Izjema za uporabnika 
Požarni zid 
Slika 4.6: Primer uporabe OpenSDP za odkrivanje storitve in preverjanje
pristnosti.
nacˇin delovanja. Programska oprema OpenSDP bi se tako lazˇje postavila v
obstojecˇih okoljih in posledicˇno bila bolj privlacˇna podjetjem.
Pri postavitvi strezˇnika OpenSDP v neodvisnem nacˇinu delovanja je potre-
bno konfigurirati uporabniˇske nastavitve (javni kljucˇ za OpenSPA in seznam
avtoriziranih storitev) na dveh mestih - strezˇniku OpenSDP in pri storitvi na
strezˇniku OpenSPA. Taksˇen postopek nastavitve pa vsebuje precejˇsnje po-
manjkljivosti ter je v celoti neucˇinkovit. Razviti bi bilo potrebno razsˇiritveno
skripto za strezˇnik OpenSPA, ki bi preko omrezˇja komuniciral s strezˇnikom
OpenSDP in si tako pridobil potrebne podatke.
OpenSDP pridobi podatke o uporabnikih in storitvah preko datotek YAML.
Taksˇna funkcionalnost je primerna v primeru, ko imamo do priblizˇno deset
uporabnikov in majhno (npr. do 20) sˇtevilo storitev. V vecˇjih in bolj resnih
namestitvah bi bila integracija z obstojecˇimi uporabniˇski imeniki (npr. Mi-
crosoft AD, FreeIPA, Amazon IAM, itd.) obvezna. Implementacija taksˇne
funkcionalnosti lahko sledi tehniki, ki jo razvil OpenSPA - razsˇiritvenih skript
ali z uporabo storitve preko HTTP REST vmesnika, ki implementira inte-
gracijo.
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Cˇe bi zˇeleli, da se taksˇen sistem uporablja v vecˇjih omrezˇjih, bi bilo
potrebno razviti mehanizme nadzorovanja in belezˇenja aktivnosti. Taksˇne
funkcionalnosti se pricˇakujejo od programske opreme, ki skrbi za omrezˇno
varnost. Za koncˇne uporabnike je uporaba programske opreme OpenSDP
preko ukazne vrstice neprimerna. V ta namen bi bilo potrebno razviti graficˇni
vmesnik. Graficˇni vmesnik bi vecˇino cˇasa prezˇivel v ozadju in skrbel za
nemoteno komunikacijo s storitvami. Ponujal bi tudi graficˇen prikaz uporab-
niku dostopne storitve z vsemi omejitvami (npr. storitev ni dostopna, cˇe je
uporabnik za omrezˇjem NAT).
Trenutna implementacija ne podpira shranjevanja in izvajanja omrezˇne
politike dostopa, ko uporabnik zahteva seznam storitev. Potrebno je dodati
polje in dolocˇiti format sporocˇil, ki bodo dolocˇili omrezˇno politiko dostopa.
Pravila omrezˇne politike bi se lahko nanasˇa na:
• Naslov IP
• Uporabo storitve samo ob dolocˇenih dnevih
• Omejitve dostopa, ko je uporabnik za omrezˇjem NAT
• Vrsto naprave (npr. namizni racˇunalnik, prenosnik, telefon itd.)
• Operacijski sistem
• Razlicˇice programske opreme (npr. dostop je zavrnjen, cˇe je razlicˇica
protivirusne zasˇcˇite manjˇsa kot 1.4)
Za shranjevanje in dolocˇitev tovrstnih pravil bi bilo potrebno razviti
posebno programsko opremo. Potreben bi bil tudi pregled obstojecˇih resˇitev
in mozˇnosti integracij.
Pogosta tezˇava pri vpeljavi javne kriptografije je distribucija kljucˇev.
OpenSDP in OpenSPA se mocˇno zanasˇata na javno kriptografijo. Generacija
in distribucija potrebnih digitalnih potrdil in javnih kljucˇev je eden izmed
problemov, ki se ga oba projekta izogibata. Za uporabo programske opreme
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OpenSDP v vecˇjem okolju bi bilo potrebno razmisliti o najboljˇsem nacˇinu
distribucije kljucˇev, ki se uporabljajo pri vzpostavitvi povezave.
CSA specifikacija SDP opisuje mozˇnost tuneliranja prometa med odje-
malcem in strezˇnikom preko vzpostavljene medsebojne povezave TLS (pod
imenom Dynamical Tunnel Mode, DTM). Dodatne raziskave o implementaciji
in integraciji obstojecˇih resˇitev v OpenSDP bi bile po vsej verjetnosti nad-
vse zanimive. Taksˇna funkcionalnost bi omogocˇala sˇifriranje podatkov med
odjemalcem in strezˇnikom, kar bi bilo zanimivo za storitve, ki ne uporabl-
jajo sˇifriranih povezav. Uporaba tuneliranje povezav bi pomenila tudi, da
navidezno zasebna omrezˇja (angl. virtual private network) ne bi bila potrebna.
Uporaba vecˇ VPN tehnologij hkrati je problematicˇna in pogosto uporabniku
neprijazna. SDP s podporo tuneliranja predstavlja eno izmed mozˇnih resˇitev.
Podobno, kot je zˇe bilo navedeno pri OpenSPA bi bilo potrebno razviti
mehanizem zahtevanja dinamicˇnega dostopa po potrebi. Pri OpenSDP sta
opisana dva pristopa glede zahteve o dostopu. Lahko zahtevamo dostop rocˇno
vsake storitve posebej ali pa do vseh hkrati. Zaradi enostavnosti uporabe bi
uporabniki uporabljali dostop do vseh storitev hkrati. Taksˇen nacˇin dolocˇitve
dostopa ni varnostno najbolj primeren, ker krsˇi princip najmanjˇsega privi-
legija (angl. principle of least privilege). Resˇitev bi bila v razvoju tretjega
mehanizma, to je v tako imenovanem pametnem dostopu, ki bi na podlagi
aktualnih uporabniˇskih potreb samodejno zahteval dostop do storitve.
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Poglavje 5
Testiranje delovanja in primer
uporabe
Po uspesˇni implementaciji programske opreme smo testirali delovanje sis-
tema na primeru uporabe. Primer uporabe (slika: 5.1) vsebuje dva avtor-
izirana uporabnika in enega napadalca. Janko in Metka imata oba dostop do
OpenSPA zasˇcˇitene spletne strani www.example.si. Ker je Metka skrbnica
strani, je tudi avtorizirana za dostop preko povezave SSH.
Avtorizirani uporabniki, da pridobijo dostop, morajo le zagnati ukaz:
$ opensdp-client access -a
level=info msg="Successfully resolved IPs" behindNat=false publicIp
=193.2.177.239
level=info msg="Sending OpenSPA request packet" packetSize=610
level=info msg="Received OpenSPA response packet" packetSize=562
level=info msg="Successfully performed OpenSPA exchange"
level=info msg="You have been granted access to ports" duration=30 endPort
=33311 protocol=TCP startPort=33311
level=info msg="Gaining access to all authorized services" count=1
level=info msg="Successfully resolved IPs" behindNat=false publicIp
=193.2.177.239
level=info msg="Sending OpenSPA request packet" packetSize=610
level=info msg="Received OpenSPA response packet" packetSize=562
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Slika 5.1: Shema primera uporabe. Janko in Metka lahko dostopata do
storitev z uporabo protokola OpenSPA in OpenSDP, napadalec pa ne.
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Slika 5.2: Metka ima dostop do spletne strani (ukaz curl) in storitve ssh na
strezˇniku www.example.si. Nima pa dostopa do protokola ICMP (ping ne
deluje).
level=info msg="Successfully performed OpenSPA exchange"
level=info msg="You have been granted access to ports" duration=30 endPort
=80 protocol=TCP startPort=80
level=info msg="Again requesting access in a few seconds" seconds=15
Metka zazˇene ukaz in ima zdaj dostop do spletne strani in storitve SSH
(slika: 5.2). Metka nima pravic posˇiljanje prometa ICMP, kar povzrocˇi 100%
izgubo paketov.
Enako kot Metka, Janko zazˇene ukaz za dostop (slika: 5.3). Janko nima
pravic posˇiljanje prometa ICMP in povezave na storitev SSH. Ima pa dostop
do spletne strani, ki deluje kot pricˇakovano.
Napadalec je vsak, ki ne zahteva dostopa za storitev in nima ustreznih
pravic. OpenSPA priskrbi, da je napadalcu onemogocˇen dostop do vseh
storitev (slika: 5.4) - promet ICMP, spletna stran in storitev SSH. Napadalec,
brez dodatnih informacij, omrezˇno ne vidi strezˇnika - za njega strezˇnik ne
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Slika 5.3: Janko ima dostop do spletne storitve. Do ostalih storitev na
strezˇniku nima dostopa.
Slika 5.4: Napadalec nima dostop do nobene storitve na strezˇniku.




V diplomskem delu smo opisali dve mozˇni tehniki dinamicˇnega dodeljevanja
dostopa omrezˇnim napravam. Ponazorjena je tako prednost kot slabost obeh
predstavljenih metod. Opisali in analizirali smo tudi obstojecˇe projekte, ki
so aktivni na podrocˇju SPA in SDP. Analize so nam omogocˇile razvoj skupka
programske opreme, ki omogocˇa omrezˇno varovanje storitev.
Zasnovali smo lastni protokol SPA, OpenSPA, ter ga implementirali. Za
delovanje programske opreme OpenSPA v omrezˇjih NAT, smo razvili tudi
programsko opremo Echo-IP. Le-ta omogocˇa razresˇevanje javnih naslovov v
omrezˇjih NAT, ki so potrebni za delovanje OpenSPA. Programsko opremo
OpenSPA smo nadaljno izboljˇsali z razvojem lastne implementacije SDP.
Programska oprema OpenSDP omogocˇa sˇiroko uporabo koncepta SPA v
vecˇjih omrezˇjih. Funkcionalnosti, ki jih ponuja, so zanimive za omrezˇja v
vecˇjih podjetjih in varnosto obcˇutljive storitve.
Koncˇni rezultat diplomskega dela je programska oprema, ki lahko zasˇcˇiti
poljubno omrezˇno storitev tako, da je storitev omrezˇno skrita. To smo tudi
demonstrirali v zadnjem poglavju, kjer smo testirali programsko opremo in
predstavili primer uporabe.
Razvita programska oprema predstavlja prvo razlicˇico zasnovanega pro-
tokola. Nadaljnji tehnolosˇki razvoj lahko sˇe v bistveni meri pripomore k
povecˇani varnosti storitev. Da bi prepricˇali potencialne uporabnike o visoki
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uporabnosti programske opreme, mora biti le-ta cˇim bolj prijazna do uporab-
nika. S tem ciljem so bile nakazane dodatne mozˇne izboljˇsave programske
opreme OpenSPA in OpenSDP. Omenjene dodatne izboljˇsave bo mocˇ real-
izirati v nadaljnjih raziskavah ter tako vidno izboljˇsati tako varnost kot tudi
enostavnost uporabe programske opreme.
Za podporo programske opreme na mobilnih napravah je potreben nada-
ljnji razvoj. V danasˇnjem cˇasu mobilnosti je podpora mobilnih naprav nu-
jna. Slednje predstavlja dodatni zanimiv izziv. Mobilne naprave pogosto
prehajajo med razlicˇnimi brezzˇicˇnimi in mobilnimi omrezˇji. Zato so tovrstne
naprave naravnost idealne za uporabo programske opreme SDP.
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