User Interface for Parking Management by Slezák, Martin
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV POCˇI´TACˇOVY´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS
UZˇIVATELSKE´ROZHRANI´ PROSPRA´VUPARKOVISˇTEˇ
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE MARTIN SLEZA´K
AUTHOR
BRNO 2010
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV POCˇI´TACˇOVY´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS
UZˇIVATELSKE´ROZHRANI´ PROSPRA´VUPARKOVISˇTEˇ
USER INTERFACE FOR PARKING MANAGMENT
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE MARTIN SLEZA´K
AUTHOR
VEDOUCI´ PRA´CE Doc. Dr. Ing. PAVEL ZEMCˇI´K,
SUPERVISOR
BRNO 2010
Abstrakt
Práce se zabývá vytvářením uživatelského rozhraní pro správu parkoviště do vestavěného
systému. Rozhraní je implementováno jako webová aplikace s využitím technologie AJAX.
Popisuje současný stav podobných systémů, přínosy vytvářené aplikace a použité techniky.
Abstract
Text involves creating User Interface for parking lot to embeded system. Interface is im-
plemented as Web applicaton using technology of AJAX. Text describes present state of
similar systems, benefits of creating application and used techniques.
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Kapitola 1
Úvod
Práce je zaměřena na vytvoření webové aplikace (aplikace běžící v internetovém prohlížeči).
Pomocí tohoto nástroje je možné sledovat a povolovat přístupy na parkoviště a do jeho
jednotlivých částí. Text vysvětluje situaci produktů na trhu v tomto odvětí a zaměřuje se
na výstavbu projektu pro podobné využití.
Uživatelské rozhraní (User Interface - UI) je souhrn akcí, kterými lidé ovlivňují chod
strojů či počítačových systémů. Člověk pomocí ovládacích prvků rozhraní definuje vstup,
na který systém reaguje určitou akcí. Výstupem je výsledek této akce prezentovaný uži-
vateli (graficky, výstupem na tiskárnu apod.). Vestavěný systém (zabudovaný systém,
Embedded System) je systém navržen pro jeden účel. Řídící jednotka je zcela zabudována
do zařízení, které ovládá. Na rozdíl od univerzálních počítačů, kterými jsou např. osobní
počítače, jsou tyto počítače většinou jednoúčelové, určené předem k vykonávání určité
činnosti. Vzhledem k tomu, že je účel počítače znám předem, je možné optimalizovat
komponenty systému již při jeho návrhu a tím i podstatně snížit jeho cenu. Vestavěné
systémy se často vyrábějí sériově ve velkém množství a taková úspora je násobena velkým
počtem vyrobených kusů. S vestavěnými systémy se každý z nás již jistě setkal. V novějších
typech aut určitě každý zná ABS (Anti-lock Brake System), v motorech ECU (Electronic
Control Unit), ale i bankomaty, kalkulačky či herní konzole, to vše jsou vestavěné systémy.
V dnešní době existuje již celá řada vestavěných systémů. Důvod je jednoduchý, in-
formační technologie pronikají do všech odvětví lidské činnosti. Dokáží rychle reagovat,
provádět rutinní úkoly ve zlomku sekundy, celkově mohou hodně usnadnit lidem práci.
Systém pro správu parkoviště usnadní práci vrátnému, dokáže se automaticky postarat
např. o kontrolu vozidel vjíždějících a odjíždějících z parkoviště, záznamy o těchto akcích
v protokolu a jiné. Informace, které byly k dispozici jen na vrátnici a vrátný je sám zapiso-
val, budou při použití systému navíc dostupné všem v příslušné síti. Majitel parkoviště tak
může mít kontrolu nad parkovištěm přímo ve své kanceláři.
Hlavním cílem práce je osvojit si vytváření webových aplikací s dnes čímdál více
populárním AJAXem. Vyzkoušet si vše, co pod tuto technologii spadá a také se seznámit
se psaním kódu pro vestavěnými systémy.
V následující kapitole je popsán dnešní trh v oblasti zabezpečovacích, přístupových
a docházkových systémů. Kapitola 3 je věnování teoretickým poznatkům a technikám, které
jsou potřeba si osvojit pro samotnou práci. V kapitolách 4 a 5 je popis mé vlastní práce.
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Kapitola 2
Analýza současného stavu
V této kapitole jsou uvedeny něktré aplikace, které jsou zaměřením podobné této práci.
Na sledování a řízení přístupů se v dnešní době specializuje řada společností. Příklady zde
uvedené nejsou přímo stavěné pro správu parkoviště. Jedná se ovšem o přístupové systémy
a jejich specializace není pro princip zásadní.
Spousta systémů, které jsou určeny k zastřežení objektu a hlídání přístupů do nich,
používá desktopové aplikace. Webová rozhraní jsou využívána většinou pouze k náhledům
přístupů nebo úplně chybí. Z těch, kterým jsem věnoval pro zpracování této kapitoly po-
zornost, podlě mě stojí za zmínku alespoň následující dva.
2.1 Systém ANet-Guard
Tento systém je specializován na řízení a sledování průchodů osob. Jsou nabízeny dva
balíčky, které se zaměřují na různou velikost zabezpečovaných objektů. Pro správu sub-
jektů a řízení jejich pohybu v objektu je využívána desktopová aplikace. Webové rozhraní
umožňuje pouze náhled na zaznamenané události.
Obrázek 2.1: Vzhled webové aplikace ANeT WebGuard
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Pro obsah této podkapitoly bylo využito weobvých stránek společnostANeT-Advanced
Network Technology, s.r.o., [9].
2.2 Systém AKTION.ONE
Dalším systémem, který sleduje pohyb osob po zabezpečeném objektu je AKTION.ONE.
Řešení tohoto systému se mi velmi líbilo.
“K evidenci průchodů slouží docházkový terminál, který je připojen do počítačové
sítě nebo přímo k internetu a v reálném čase (on-line) ukládá data o průchodech osob na
centrální server. Ta jsou přístupná pomocí webového prohlížeče registrovaným uživatelům,
kteří si je mohou zobrazit, opravovat, tisknout nebo exportovat.”
Obrázek 2.2: Vzhled webové aplikace AKTION.ONE
Pro obsah této podkapitoly bylo využito weobvých stránek společnost EFG CZ spol.
s r.o., [7].
2.3 Shrnutí současného stavu
I přes nepřeberné množství těchto systému využívá ke své správě výhradně webového uži-
vatelského rozhraní jen jejich neptarná část. Při tom se v poslední době WWW stránky
čímdál tím víc přibližují svými možnostmi a ovládáním těm klasickým. Vytvořením nového
systému bych chtěl dokázat, že takový systém v konkurenci bez problémů obstojí. Díky
přenositelnosti, možnosti úprav a všudypřítomnosti webových prohlížečů může být toto
řešení levnějším, efektivnějším a celkově měně pracným řešením než vývoj celé aplikace.
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Kapitola 3
Použité technologie
V této kapitole je čtenář seznámen s techologiemi využitými při zpracování práce, jak se
vyvíjely, co vedlo k jejich rozšiřování.
3.1 Uživatelské rozhraní
Abychom si uvědomili co dokáží zkušenosti, uvažme, o kolik rychleji dokážeme něco udělat,
děláme-li to podruhé. Nebo pokud děláme něco poprvé a víme jak. Může to být jednoduché
jako najít něčí dům. Když jednou víme, kde je, trefíme bez problémů. Něco takového může
být ještě více vyžadováno pro práci s počítači. Například, možná se i Vám již úspěšně
podařilo, ztratit v počítači soubor, u kterého jste strávili nějaký čas, než jste jej vytvořili.
Po počáteční frustraci a vzteku se rozhodnete vytvořit soubor znovu. V kratším čase, než
se Vám to podařilo dříve, zjistíte, že jste nejen zvládli souboru znovu vytvořit, ale dokonce
ho i vylepšit. Co přispělo k dřívějšímu dokončení? Hardware, který jste použili nebyl
rychlejší a software byl pravděpodobně stejný. Rozdíl byl s největší pravděpodobností ve
Vaší technice. Nejen, že jste věděli co máte udělat, ale věděli jste také jak to udělat.[6]
Každý kontakt osoby s elektronickým systémem nebo strojem je třeba nějakým způ-
sobem přispůsobit člověku. Elektronická zařízení pracují pouze s čísly a to v různých
soustavách, bráno do důsledku, pouze s čísly dvojkové soustavy, tzn. 0 (vypnuto) a 1
(zapnuto). Ovládání takového zařízení pomocí sledů jedniček a nul by potom bylo značně
nepřehledné a nedostupné všem. Právě z tohoto důvodu se vytváří uživatelská rozhraní,
která ovládání zpřehledňují a do rukou uživatele se tím pádem dostává mocný nástroj
k ovládání elektronického zařízení. Rozhraní mezi člověkem a strojem je jednou z ne-
jdůležitějších částí práce na něm. Nechť by byl stroj, systém sebelepší a výkonný, pokud
nelze dobře (tzn. efektivně, jednoduše, intuitivně) ovládat, je málo platný.
Z hlediska informačních technologií uživatelské rozhraní představuje vše, s čím může
člověk provádět interakce nad systémem. Nejčastěni jsou k tomuto účelu používány zobra-
zovací jednotky (monitory, panely atd.), různá vstupní zařízení jako jsou klávesnice, myš
či jiná zařízení.
Uživatelská rozhraní se dělí na několik základních typů:
• grafické uživatelské rozhraní (Graphical User Interface - GUI)
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V dnešní době nejrozšířenější typ rozhraní. Umožňuje ovládat počítač pomocí in-
teraktivních grafických prvků (menu, ikony, tlačítka aj.) zobrazených na obrazovce.
Pro jeho ovládání se používá nejčastěji klávesnice a myš;
• příkazový řádek (Command Line Interface CLI)
Příkazový řádek je plně textové rozhraní. Uživatel ovládá program, zařízení nebo
operační systém zadáváním příkazů na speciálním řádku a přijímáním odpovědí.
Toto rozhraní bylo využíváno zejména v operačních systémech MS-DOS a Linux.
V dnešní době se ještě stále stává součástí nových systémů;
• textové uživatelské rozhraní (Text User Interface - TUI)
Představuje něco mezi grafickým uživatelským rohraním a rohraním příkazového
řádku. Obrazovka v textovém režimu je rozdělna na pevný počet sloupců a řádků.
V každé ze vzniklých buněk je možné zobrazit nanejvýš jeden znak. Znaky mohou být
použity z předem dané množiny (např. ASCII) a nebo speciální znaky, které do tohoto
typu rozhraní vkládají ovládací prvky podobné těm z grafického rozhraní;
• webové aplikace
Je aplikace, kterou uživatelům poskytuje webový server přes počítačovou síť internet
nebo intranet (vnitřní nebo také vnitropodniková síť). Aplikace běží ve webovém
prohlížeči, který se stává tzv. tenkým klientem. Tenký klient je pojem pro aplikaci,
která slouží pouze k zobrazování výstupů aplikací. Aplikace samotná běží na webovém
serveru. Tento typ uživatelského rozhraní je poslední dobou velmi populární, a to
z důvodu všudy přítomnosti webového prohlížeče. Schopnost spravovat a aktualizovat
aplikace bez nutnosti šířit a instalovat software na tisíce uživatelských počítačů je
hlavním důvodem jejich oblíbenosti.
K vytvoření této podkapitoly bylo využito virtuální encyklopedie Wikipedia, [10].
3.2 HTML, CSS
Obrovský rozmach internetu a World Wide Webu (WWW nebo jen webu) vedl ke vzniku
destítek společností, které vyvíjely miliony nových aplikací. Vznikali a vznikají neuvěřitel-
ným tempem a jejich možnosti se stále rozšiřují. Nejvíce viditelná změna byla v kategorii
prohlížečů. První prohlížeče byly omezeny na zobrazování jednoduchých obrázků a prostého
textu. Postupně se jejich možnosti zvyšovali a dnešní prohlížeče obsahují technologie jako
objektové modely, skriptovací jazyky a možnosti měnit vzhled a zobrazení dokumentu
přímo na obrazovce klienta.[4] Těmto možnostem se věnuje kapitola 3.3.
Jazyk HTML (Hyper Text Markup Language) je nejdůležiješí technologií zobraznování
na webu. Byl navržen pro tvorbu hypertextových dokumentů v síti WWW a dodnes
nemá přímo nahraditelnou substituci. Od první poloviny 90. let, kdy se začal web široce
používat, již tento jazyk prodělal řadu změn a bylo vloženo množství nových funkcí,
naopak vlastnosti, které se ukázaly nevyhovující se postupně odstraňovaly. Dále neustále
vznikají nové technologie rozšiřující webové dokumenty například o práci s multimédii.Až
na několik výjimek jsou ovšem HTML stránky statické. Jedinou možností, jak změnit jejich
obsah pomocí čistého HTML jazyka je načíst stránku novou.[4] a [1]
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HTML je značkovací jazyk, odvozený od jazyka SGML (Standart Generaliye Markup
Language) vycházejícího z jazyka GML vyvinutého společností IBM v šedesátých letech.
Způsob zápisu značek je proto velmi podobný. Značky (tagy) jsou označeny jménem a jsou
zapisovány v úhlových závorkách. Každá značka může mít kromě jména i libovolný počet
atributů. Ty jsou označeny jménem a můžou nabývat nějakou hodnotu.[1] Značky mohou
vypadat například takto:
<p class="moreinfo">Pro více informací navštivte
<a href="http :// www.example.com/more_info">detaily </a>.</p>
Zde p reprezentuje značku, class="moreinfo" je atribut. Dokumenty jazyka HTML
jsou prosté textové soubory označené zpravidla příponami .html a .htm. Text je tvořen
vlastním obsahem dokumentu a vložených HTML značek, formujících jej. Tagy jsou defi-
novány, autor nemá možnost vytvářet nové. K základním vlastnostem patří vlastní for-
mování textu. Větší počty mezer se reprezentují jako jedna mezera, konce řádků jako mez-
ery a prázdné řádky se ignorují. Značky rozdělujeme na párové a nepárové, přičemž každá
z nich vytváří tzv. HTML element. .[1] U párových značek je potřeba element uzavřít stejnou
značkou, před jejímž názvem je uvedeno lomítko ´ /´ . Nepárové se uzavírat nemusí:
<div id="obsah">
Zde se dozvíte o~formátovaní HTML dokumentů ... <br>
...
<div id="tabulka">
<table >
...
</table >
</div>
</div>
Nepárový znak <br> pouze vkládá konec řádku, oproti tomu <div id="tabulka" >
... </div> vytváří element, který je přesně ohraničen. Koncová značka nemůže obsahovat
žádné atributy. Z příkladu je patrné, že značky HTML jazyka lze do sebe libovolně vnořovat
a tím vytvářet požadovaný vzhled.
Jednou ze základních vlastností webových dokumentů je přechod z jednoho na druhý.
K tomuto účelu se v jazyku HTML využívá hypertextových odkazů, které jsou reprezen-
továny párovým tagem <a href="dalsi dokument.html" > Odkaz </a>. Část textu oz-
načena tímto tagem se poté stává odkazem a při interakci tohoto prvku je uživatel (we-
bový klient, prohlížeč) přesměrován na dokument, specifikovaný atributem href . Prohlížeč
většinou implicitně odlišuje text odkazu jinou barvou a podtržením.
Pro vyhledávání doporučujeme známý vyhledáváč
<a href="http :// www.google.com">Google </a>
, který dnes používá jíž ...
Zdrojový text je poté v prohlížeči zobrazen například takto:
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Obrázek 3.1: Ukázka interpretace HTML kódu
Kromě těchto pár příkladů existuje samozřejmě mnoho dalších značek ([1], [4]). Také
množina atributů elementů webového dokumentu má mnoho prvků. Některé atributy, až
na několik výjimek, mohou být definovány pro libovolný element dokumentu. Jelikož je
použití takovýchto atributů pro všechny elementy shodné, mluvíme o nich jako o generických
atributech. K nejdůležitějším z nich patří následující:
• id
Atribut identifikátoru elementu. Jeho hodnota musí být unikátní v rámci celého doku-
mentu a slouží k identifikaci konkrétního elementu;
• style
Definuje styl elementu, většinou v jazyce CSS, který bude zmíněn dále v textu;
• class
Autor HTML dokumentu může vytvořit libovolná jména tříd a tímto atributem přiřa-
dit daný element do určité třídy. Elementy se stejnou hodnotou potom patří do stejné
třídy a lze jim hromadně měnit např. vzhled pouhým upravením korespondující třídy.
Než se HTML značky standardizovaly, podporovaly různé prohlížeče své vlastní tagy
a žádný z nich neuměl všechny. Při vytváření WWW dokumentů a jejich formátování se
navíc specifické tagy uváděly přímo do těla zdrojového textu, což vedlo k řadě problémů.
Nejzávažnějším z nich bylo, že se obsah zobrazoval v závisloti na konkrétním prohlížeči.
Také změna designu vyžadovala přepracování všech dokumentů. Z těchto důvodů vyvinulo
v roce 1996 konsorcium World Wide Web Consortionm (W3C) standart Cascading Style
Sheets - CSS (http://www.w3.org/Style/). Standart vede k jednoduchému modelu oddělení
stylu dokumentu od obsahu a tím pádem i k eliminaci těchto problémů. Styl definovaný
touto specifikací může být vložen do dokumentu či do více dokumentů. Definovaním
stylu třídy nebo přímo HTML tagu se všechny elementy definici náležící podle ní chovají
a zobrazují. Je možné nastavit třeba tag <H1>, který je značkou pro nadpis první úrovně,
písmo velikosti 22 modré barvy. Všechny elementy uvnitř tagu <H1> budou reprezentovány
písmem velikosti 22 modré barvy v rámci jak dokumentu, tak všech dokumentů používa-
jících tento styl, aniž by bylo nutné všechny dokumenty upravovat. Pomocí CSS stylů je
navíc možné měnit cokoliv od velikosti, stylu a barvy textu po mezery mezi řádky a znaky,
přesné umístění prvků na stránce, okraje a mezery kolem nich.[4]
Je možné nastavovat styl jednotlivým elementům pomocí atributu style, ale také použít
tabulky stylů (style sheets) pro nastavení vzhledu celého dokumentu. Tabulky stylů jsou
většinou přímo součástí zdrojového textu nebo externí soubory s koncovkou .css připojené
k souborům HTML.
3.3 JavaScript
Dnešní prohlížeče podporují rozsáhlý objektový model, zpřístupňující všechny prvky
stránky, včetně tagů HTML. Ačkoliv se tyto modely liší, je možné manipulovat s doku-
mentem na jisté úrovni. V prohlížečích se k manipulaci využívá skriptů.
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Dnes je běžně využívanou technologií právě JavaScript. Je to jazyk primárně určený pro
tvorbu aplikací běžících ve webovém prohlížeči, tedy na straně klienta. Nejčastěji je tento
skriptovací jazyk používán ke zvýšení interaktivity WWW stránky reagováním na akce uži-
vatele bez nutnosti jakékoliv komunikace se serverem. JavaScript je objektově orientovaný,
interpretovaný jazyk, který je vykonáván přímo webovým prohlížečem. Byl navržen firmou
Netscape Communications pro jejich webový prohlížeč Netscape Navigator. Kvůli velké
konkurenci mezi prohlížeči byl tento nápad převzat i firmou Microsoft a přejmenován na
JScript. Tyto implementace byly ovšem značně upraveny a byly nekompatibilní s původní.
S JavaScriptem se můžeme setkat také pod názvem ECMAScript, jelikož byl standardi-
zován jako standart ECMA-262 (ECMA - European Computer Manufacuters Association).
Stejně jako tomu bylo u HTML značek a stylů, i JavaScript měl problémy s přenositelností
do jiných prohlížečů. Platí tedy, že aplikace běžící v jednom prohlížeči nemusí fungovat
v jiném, ikdyž je základní jazyk standardizován, obsahuje jen základní syntaxi jazyka.
Postupně se vzájemná kompatibilita zlepšuje, a to zejména díky standartnímu rozhraní
pro přístup k dokumentu Document Object Model (DOM) pod správou W3C.[1]
Program v JavaScriptu je do HTML dokumentu vkládán pod značkou
<script language="javascript" src="script.js" >
, která je párová a je nutno ji uzavřít značkou </script>. Je možné skript vložit přímo
do dokumentu HTML, takovéto skripty jsou platné pro lokální dokument a atribut src se
neuvádí, nebo využít skriptu uloženého v externím souboru, obvykle s příponou .js, což je
vhodné pokud je kód dlouhý nebo máme v úmyslu jej použít ve více souborech. Při vložení
aplikačního skriptu je aplikace provedena okamžitě, kdy na ni prohlížeč při zpracovávání
narazí.[5]
Pro zvýšení interakce se při provedení akce uživatelem vyvolávají události. Při změně
pozice kurzoru, stisku klávesy či tlačítka myši apod. Když se událost vyskytne, má prohlížeč
možnost informovat o ní skript, který na ni může reagovat. Události se zapisují jako atributy
tagů jazyka HTML. Jejich hodnota může nabývat akce specifikované v JavaScriptu. Napřik-
lad:
<input type="button" value="Klikni"
onclick="alert(’Tlačítko stisknuto.’)">
HTML tag <input> je prvek pro vstup uživatel, type="button" definuje tlačítko,
value="Klikni" text uvnitř tlačítka a onclick="alert(’Tlačítko stisknuto.’)
událost kliknutí myši na tlačítko, která vyvolá dialog s textem ”Tlačítko stiknuto”. Mezi
nejpoužívanější události patří:
• onload - je generována po dokončení načítání dokumentu nebo ovládacího prvku;
• onchange - vyskutuje se při změně dat v ovládacím elementu, jako je například Com-
boBox nebo textové pole;
• ondblclick - vzniká při dvojkliku na ovládací prvek;
• onkeypress - vyskytne se při stisku klávesy;
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• onsubmit - vyskytne se při stisku tlačítka pro odeslání formuláře nebo stisku klávesy
enter uvnitř některého z prvků formuláře;
• onmousemove - vznikne při pokybu kurzoru myši.
Jazyk pracuje s proměnnými dvou typů a je třeba je deklarovat pomocí klíčového slova
var. Prvním z nich jsou tzv. primitivní hodnoty, které nabývají čísel, logických hod-
not nebo nedefinované hodnoty (undefined). Druhým typem jsou objekty, jako napříkad
řetězce nebo funkce. [1]. Ačkoliv rozlišujeme tyto základní typy, proměnné typ deklarovaný
nemají a lze jim přiřadit jakoukoliv libovolnou hodnotu. Základní syntaxe, tedy operátory,
větvení programu a cykly, je podobná jazykům C/C++. Aplikace psané v JavaScriptu
mohou samozřejmě obsahovat i funkce, které jsou pro odchytávání událostí velmi užitečné.
Funkce vytváříme pomocí klíčového slova function následovaného závorkami s případnými
argumenty a složenými závorkami uvnitř kterých je kód funkce. Může nebo nemusí vracet
hodnotu (klíčové slovo return).
function ( a, b ) {
var retvar = 1
for( i = 1; i < b; i++)
retvar = retvar * a
return retvar;
}
Tato jednoduchá funkce počítá a vrací b-tou mocninu čísla a, kde a a b jsou argumenty
funkce. Dalším možnostem, jak lze využít skriptovací jazyk JavaScript se věnuje kapitola
3.5. Pro identifikaci jednotlivých prvků HTML dokumentu se využívá velmi často metody
getElementById("id") objektu document. Pokud je uvnitř dokumentu tag se specifiko-
vaným atributem id="id" , je touto metodou nalezen a lze mu přidávat a odebírat atributy,
případně upravit jeho obsah.
3.4 PHP
Zatímco JavaScript je jazyk běžící čistě na straně prohlížeče, PHP je interpretován na
straně serveru. PHP (Hypertext Preprocessor) je dalším skriptovacím jazykem v dnešní
době hojně využívaný při vytváření HTML dokumentů. Může být vkládán přímo do textu
dokumentu nebo může být umístěn zvlášť v externím souboru s koncovkami .php, .php3
nebo .phtml. Kód jazyka PHP je vkládán do speciálních značek <?php ... ?>, případně
<? ... ?>.
Jedním z nejzákladnější příkazů jazyka PHP je příkaz echo. Ten vkládá do dokumentu
na místo, kde se příkaz nachází, text následující za příkazem. Každý příkaz musí být ukončen
stejně jako v jazyce C středníkem.
Zde je příklad příkazu echo jazyka PHP:<br>
<?
echo "text";
?>
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Při přístupu prohlížeče k dokumentu s tímto kódem je příkaz echo zpracován jako první
na serveru. Prohlížeči je poté odeslán již upravený zdrojový text:
Zde je příklad příkazu echo jazyka PHP:<br>
text
Právě proto, že je jazyk interpretován na serveru, může webový dokument pro získání
informací, zobrazovaných jako webová stránka, využívat služby a aplikace běžící na něm.
Velmi časté je použití například databází serveru pomocí jazyka SQL, resp. MySQL.
Pomocí funkcí jazyka PHP je možné z databází získat informace, které jsou po té klientovy
posílány přímo v HTML dokumentu.
Pro přenášení dat mezi klientem a serverem se používá URL. Další možností jak odes-
lat data serveru jsou tzv. formuláře. Jde o elementy jazyka HTML, vložené mezi značky
<form> ... </form>. Tento prvek většinou obsahuje textová pole pro vkládání řežezců
a tlačítko pro jejich odeslání. Co se s odeslanými daty bude na serveru provádět specifikuje
atribut značky form onsubmit="nazev Skriptu.php" . Při stisku tlačítka pro odeslání (jde
o speciální typ tagu input s atributem type="submit" ) se data odesílají na server a pro je-
jich zpracování se volá příslušného skriptu. Pro komunikaci jazyka PHP přes protokol HTTP
jsou vyhrazeny speciální proměnné $ GET a $ POST.Jedná se o pole, která jsou využívána
zejména pro získávání odesíláných dat z formulářů uvnitř dokumentu. Obě proměnné jsou
odvozeny od metody posílaných dat, tedy metod get a post. Hlavním rozdílem mezi těmito
metodami je, jak jsou serveru data předávána. U metody get jsou data předávána prostřed-
nictvím URL dokumentu, který je na první pohled v prohlížeči viditělný a není proto vhodné
ji používat pro posílání dat, které nejsou k zobrazení nutná nebo mají zůstat skryta. Metoda
post nevyužívá k přenosu URL dokumentu a uživatel nemá možnost data spatřit, pokud
mu je server sám neposkytne v rámci odpovědi. Je nutné se při používání PHP rozhodnout,
jak se která data budou posílat. Například pro logování do systémů je metoda get zcela
nevhodná (za předpokladu používání standatrních HTML dokumentů s PHP), zatímco
metoda post je vhodnější, ale uživatel ztrácí absolutní cestu k takto získanému dokumentu
a není proto možné si například stránku uložit do oblíbených. Proměnné slouží k ukládání
hodnot jakou jsou řetězce, pole, čísla a jsou vždy uvozováný znakem $. Deklarování nových
proměnných se provádí při prvním výskytu a definici proměnné, načež může být využívána
v dalším kódu skriptu.
3.5 AJAX
AJAX (Asynchronous JavaScript and XML) je technologie, která byla vyvinuta pro
přiblížení webových aplikací aplikacím desktopovým (běžícím na počítači pod správou
operačního systému). Vývojáří webových aplikací se se svými výtvory jen těžko přibližovali
svým kolegům, kteří vytvářeli klasické aplikace. Ty disponují schopnostmi, které se zdály ve
webu neuskutečnitelné. AJAX je jednoduchým řešením kombinace technologií, které tuto
propast podstatně zmenšily. Asychnronost této technologie značí, že prohlížeč nemusí na
odpověď od serveru čekat, ale je schopen na ni reagovat až v okamžiku, kdy odpověď dorazí.
Přenosy dat mezi serverem a klientským prohlížečem se odehrávají na pozadí a prohlížeč
nemusí pozastavovat svou činnost a prováděné operace, což je znatelně patrné při pomalém
připojení k serveru. To je hlavním znakem AJAXu. Jak je již z názvu patrné, JavaScript
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je ten, kdo řídí instrukce provádějící se v prohlížeči. Je využíván jak k připojení k serveru
na pozadí, tak ke zpracování odpovědi poté, co je od serveru přijata. Jazyk XML obsáhlý
v názvu metody je jedna z možností, jaká data je možná při kominkaci posílat a přijímat.
XML se stal jedním ze základních komunikačních prostředků pro web. Umožňuje odesílání
dat v textové podobě a to je také důvodem, proč se stal tak populárním. Je to jazyk
podobný HTML, také vychází z jazyka SGML a je jeho jednodušší variantou. Představuje
však pouze jednu z možností jak zpracovat odpovědi od serveru, protože ten může posílat
tak jen text.[5]
Používání AJAXu spojuje všechny doposud uvedené technologie WWW dokumentů.
Jeho činnost je řízena JavaScriptem, pracuje s dokumentem psaným v jazyce HTML,
používajícím styly CSS a zprávy na serveru jsou zpracovávány většinou jazykem PHP.
Hlavní částí JavaScriptu, která umožňuje využívání AJAXu je objekt XMLHttpRequest.
Jde o speciální objekt, který podporují všechny moderní prohlížeče. Právě tento objekt
obsahuje metody pro odeslání zprávy serveru na pozadí a obsluhy příchodu odpovědi na ni.
Technologie podobné AJAXu existovaly již v roce 1998 a některé aplikace je již využívaly.
Teprve v roce 2005 je však začaly využívat velmi používané aplikace a Jesse James Garrett
dal vzniknout termínu AJAX, který vše zahrnoval. Od té doby se webové aplikace začaly
chovat, nebo se alespoň přiblížily svým chováním, aplikacím desktopové.[5]
Aniž by někteří tušili, využávají AJAX při běžném surfování po intenetu. Například
při zadávání vyhledávání se většinou ze vstupního textového pole spustí nabídka nejčastěji
vyhledávancýh výrazů, začínající na právě zapsané znaky či slova. Dalším využítím jsou
například stránky, které se nemusí při přechodech mezi dokumenty načítat celé znovu.
Stačí specifikovat URL cílového dokumentu a JavaScript pak dokáže jeho obsah vložit do
elementu již zobrazeného HTML dokumentu.
Objekt XMLHttpRequest se vytváří následovně:
if (window.XMLHttpRequest)
{
XMLHttpRequestObjekt =~new XMLHttpRequest ();
}
else if (~ window.ActiveXObject)
{
XMLHttpRequestObjekt =~new ActiveXObject("Microsoft.XMLHTTP");
}
Při vytváření objektu musíme rozlišit v jakém prohlížeči právě skript běží. K tomu slouží
test objektu window, který se vztahuje k oknu prohlížeče. Pokud objekt obsahuje objekt
XMLhttpRequest, lze použít konstruktor XMLHttpRequest(), který je určen prohlížečům
Netscape Navigator, Apple Safari a Mozilla Firefox. Před nedávnem se přidala i nejnovější
verze Microsoft Internet Exploreru. Starší Internet Explorery tento objekt neobsahují,
ale zato obsahují jiný, ActiveXObject. Pro ně tedy asynchronní požadavek vytváříme
konstruktorem patrným z příkladu. Jakmile je požadavek vytvořen, je třeba nastavit co
s ním. Běžně užívané atributy jsou uvedeny v použité literatuře, pro pochopení principu
nám stačí znát ty nejzákladnější.
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Prvním atributem je open. Pomocí něj inicializujeme požadavek. Jako paramatery
předáváme metodu přenosu (nejčastějiget nebo post), url dokumentu, ke kterému požadu-
jeme přístup. Důležité je, že cílem požadavku může být jak HTML tak XML dokument,
či dokonce i skript PHP. Další atributy jsou volitelné (příznak asynchronosti, implictně
true, uživatelské jméno a heslo). Pro zachycení události o příchodu odpovědi ze serveru
se využívá onreadystatechange. Přiřazená funkce tohoto atributu obsluhuje zprávu
a nazývá se callback funkce. Můžeme použít buď funkce vytvořené, deklarované kdekoliv
v JavaScriptu, a nebo vytvořit callback funkci jako tzv. anonymní funkci. Taková je
vytvářena pomocí klíčového slova function následovaného složenými závorkami s tělem
funkce. Uvnitř callback funkce se vždy kontroluje stav požadavku XMLhttpRequest je třeba
zkontrolovat, v jakém je požadavek stavu vyřízení. k tomu slouží atribut readyStateM,
který může nabývat těchto hodnot:
stav popis
0 neinicializováno
1 načítání
2 načteno
3 interaktivní
4 dokončeno
Tabulka 3.1: Hodnoty atributu readyState
Nejdůležitější pro běžné asynchronní aplikace je stav 4 - dokončeno. Callback funkce
po splnění této podmínky ještě ověřuje poslední kontrolovaný atribut požadavku, a tím
je status. Obsahuje stavový kód odpovědi na požadavek. Může nabývat hodnot stejných,
jako je staový kód protokolu HTTP. Nejčastěji se vyskytují:
stav popis
200 V pořádku
400 Špatný požadavek
401 Neautorizavaný požadavek
401 Zakázáno
404 Nenalezeno
500 Interní chyba serveru
Tabulka 3.2: Některé stavové kódy protokolu HTTP
Pro správnost přijatých dat očekáváme návratový kód 200. Jakmile je nastavena metoda
open, je připravena callback funkce, je třeba požadavek na server odeslat. K tomu slouží
metoda open objektu. Pokud se používá pro přenos metoda get, není třeba již žádného
dalšího nastavení. Při použítí metody post je třeba ještě nastavit hlavičku protokolu HTTP
pomocí atributu setRequestHeader.
To je vše co je potřeba před použitím AJAXu znát. Samotná odpověď od serveru je
uložena v atributu responseText objektu XMLHttpRequest. Autor může tento text použít
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pro rozšíření HTML dokumentu a pomocí DOM objektového modelu dokumentu jej vložit
do požadovaného elementu.
3.6 Vestavěné systémy
Osobní počítač představuje zařízení, které je univerzálně použitelné. Pomineme-li kapacity
výpočetního výkonu či velikosti pamětí, lze jej použít k provádění jakékoliv činnosti. Oproti
tomu máme v dnešní době zařízení, která jsou navržena speciálně pro jeden úkol. Například
digitálni fotoaparát bude sloužit vždy jen k focení, prohlížení fotek a případnému pořizování
videa. Je možné tedy pro takové zařízení zvolit komponenty, které tomu postačují. Napřík-
lad procesor a paměť budou stačit takové, aby bylo fotky možno pořídit a uloži v krátkém
čase. Takové zařízení nazýváme vestavěným systémem. Většinou je řízen jedním proce-
sorem, a ke své činnosti využívá dalších komponent, ať už elektrických či mechanických.
Jeho nejčastější úlohou je zpracovávání dat a řízení těchto komponent, často v reálném čase.
V moderním světě se vestavěné systémy vyskytují v mnoha odvětvích a existuje spousta
příkladů jejich užití. V telekomunikacíh od telefonních ústředen a routerů, až ke konečnému
uživateli v podobě mobilního telefonu. GPS navigace, MP3 přehrávače, systémy pomáha-
jící ovládání vozidla, jako jsou již v úvodu zmíněné ABS, ESP. A spousta dalších. Jak
je z těchto posledních příkladů patrné, vestavěnná zařízení nemusí být samostatně stojící
systémy, ale mohou plnit pouze určitou funkci v rámci většího systému. Programy psané
pro vestavěné systémy se označují jako firmware.[8]
Uživatelská rohraní pro ovládání těchto systémů jsou různá. Některá byla popsána
v kapitole 3.1. Tyto typy rozhraní se používájí, dokáže-li systém komunikovat s vstupními
zařízenímy jako jsou různý typy klávesnic či myš a zobrazovat výstup na obrazovce. Dají
se také použít, pokud zařízení dokáže komunikovat přes rozhraní a k němu připojený
systém má sadu programů, které mu umožňují s vestavěným systémem pracovat. Tento
případ může být například připojení přes ethernet a webový server běžící na vestavěném
zařízení. Připojením na známou adresu tohoto serveru můžeme se zařízením pracovat
pomocí protokolu HTTP a webového prohlížeče.
Pro komunikaci systému s dalšími komponentami se nejčastěji využívájí sériové ko-
muikační rozhraní SCI (RS-232, RS-422 aj.), synchronní sérové komunikační rozhraní
(SPI), univerzální sériové sběrnice (USB), multimediální karty (SD karty) a síťová rozhraní
(Ethernet). Pro debugování vyvíjených firmwarů a uživatelských rozhaní například JTAG,
ISP a podobné.[8]
3.7 Přístupové systémy
Přístupový systém je technologie zabezpečující objekt. Systém se skládá z mnoha součástí
a je řízen jedním kontrolním prvkem (je-li zabezpečovaný objekt rozsáhlý lze jej řídit i více
prvky vzájemně propojenými), který nazýváme jednotka řídící přístupy (Access Control
Unit - ACU). Její hlavní činností je řízení rozhraní přístupů a snímačů přístupových
zařízení. Kontrolní jednotka bývá většinou realizováná právě vestavěným systémem (3.6).
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Zabezpečovaný objekt se obvykle rozděluje na zóny, které představují uzavřené části
objektu, s vyjímkou průchodů mezi nimi a vnější zónou (vnější svět). Zóny se zpravidla
odlišují různými bezpečnostními vlastnostmi a průchody mezi nimi musí být hlídány
přístupovým zařízením a mechanismy, které zajistí odpovídající zabezpečení. Přístupové
zařízení je sestaveno ze snímačů a rozhraní, které ovládá zabezpečení a uvolnění přistupu.
Snímače zajišťují předání identifikátoru přistupujícího subjektu přístupovému zařízení,
tzv. autentifikaci. Identifikátor je označení pro rozpoznávací známku předávanou systému.
Může být uložena na nosiči nebo pouze předána určitým typem snímače přístupového
zařízení, například klávesnicí. Identifkátory zastupují v systému subjekty, které žádají
o přístup. Jako identifikátor může sloužit napříkald magnetická karta. Po přečtený kódu
karty probíhá proces autorizace, při němž ACU rozhoduje zda povolý přístup subjektu
či nepovolí. O rozhodnutí je subjekt informován většinou na samotném snímačí (indikace
LED diodamy, zvukové znamení).[2] a [3]
Pro zabezpečování zón je možné využívat další možnosti. Jednou z nich je tzv. an-
tipassback. Jde o funkci, při jejímž spuštění je také spuštěn mechanismus hlídající příchozí
identifikční klíče do zóny takovým způsobem, aby tento klíč nemohl do zóny přijít dvakrát
aniž by jednou neodešel. Další možností je zastřežovaná. Jde o prioritně nadřazenou službu
všem ostatním zabezpečovacím pravidlům. Zastřežením zóny je přístup všem subjektům
do ní zakázán. Po odstřežení jsou přístupy opět povoleny. Tento mechanismus může být
propojen s nějakým vnějším zastřežovacím systémem, který může funkčnost přístupového
systému rozšířit například o vyvolání poplachu při zjišžtěném pohybu v zastřežené zóně.[3]
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Kapitola 4
Návrh aplikace
Tato kapitola je věnována návrhu aplikace. Také je zde naznačena práce s databázemi
uvnitř jednotky řídící přístupy. Vytváření databáze nebylo součástí práce, nicméně je třeba
se s ní zde alespoň okrajově seznámit seznámit.
4.1 Požadavky na systém
Prvním krokem k vytvoření jakéhokoliv systému je porozumění problému a stanovení
požadavků na něj. Co vše by měl umět a jak by měl vypadat. Stanovením těchto cílů je
možné na nich začít pracovat a postupně je spojovat ve vetší celky.
Uživatelské rozhraní poběží na webovém serveru implementovaném ve vestavěném sys-
tému. Proto je při návrhu třeba pamatovat na rychlost zařízení a zbytečně jej nazatěžovat.
Systém by měl být samozřejmě vizuálně pěkně zpracovaný, uživatelsky přívětivý a jeho
ovládání by mělo být co nejvíce intuitivní.
Vytvořením aplikace by mělo být možné spravovat jednotlivé části systému pro
zabezpečování parkoviště. Neměli by chybět funkce pro přidávání, odebírání a případně
upravování následujích entit:
• zóny parkoviště;
• rozhraní mezi zónami;
• brány (závory);
• osoby;
• identifikátory osob;
• skupiny osob;
• a přístupová práva.
Systém musí běžet pod dnes běžně užívanými webovými prohlížeči, minimálně Mozilla
Firefox a MS Internet Explorer. Před vstupem do systému je nutná autentifikace a autor-
izace uživatele.
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4.2 Grafický návrh
Při formování vzhledu webové stránky je dobře patrné, co vše bude potřeba zobrazit a tím
pádem i zakomponovat do systému. Pro ovládání aplikace je nejdůležitější hlavní nabídka,
zde situovaná do levého okraje obrazovky. Pomocí ní bude uživatel přepínat mezi jed-
notlivými náhledy systému. Většina webových aplikací používá stejné umístění a spousta
uživatelů je na tuto variantu zvyklá. Hlavní nabídka je od zbylého obsahu stránky oddělena
barevně, stejně jako její záhlaví.
Do hlavní nabídky jsem umístil odkazy pro zobrazení stavu parkoviště, správu bran,
vlastníků identifikátorů, vozů a skupin vlastníků. Také nastavení a odhlášení ze systému.
V horním okraji stránky se zobrazují informace o aktuálním náhledu, také o příhlášeném
uživateli a základní informace o používaném hardwaru a firmwaru přístupového systému.
Zbylá plocha je vyhrazena pro zobrazení konkrétních informací systému. Původní návrh
systému je znázorněn na obrázku 4.1
Obrázek 4.1: Prvotní návrh vzhledu aplikace
Základní kámen pro aplikaci byl alespoň symbolicky položen a na vzhledu jsem ještě
trošku zapracoval. Pro rychlejší navigaci v menu byly vytvořeny ikony. Bylo přidáno také
druhé menu, které se vztahuje k aktuálnímu zobrazení.
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Obrázek 4.2: Prvotní návrh vzhledu aplikace
Další obrázky byly připraveny pro všechny možnosti hlavní nabídky systému a jsou
přiloženy na CD, které je součástí bakalářské práce.
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Kapitola 5
Implementace
Prvním stavebním kamenem aplikace je jeho rychlost. Vestavěný systém je zároveň
používán jako jednotka řídící přístupy ACU a spravuje několik relačních databází. Systém
nemůže ACU zbytečně okrádat o strojový čas a v žádném případě nesmí mít za následek
jeho pád nebo nežádoucí stav. Je třeba zajistit co možná nejmenší režii na posílaná data
ze serveru do klientského prohlížeče. Právě kvůli tomuto důvodu byla zvolena technologie
AJAX, která pro síťové přenosy není tak náročná jako klasické webové stránky. Dalším
důvodem k jejímu použití je vyšší uživatelská přívětivost. Systém se chová spíše jako
klasická desktopová aplikace než webová stránka.
Kapitola popisuje databáze přístupového systému, které nejsou součástí mé práce, je
nutné je zde ovšem uvést. Dále popisuje strukturu souborů aplikace umístěné na serveru,
implmentaci jednotlivých funkčních bloků a rozhraní systému.
Na tomto místě bych chtěl poděkovat Markovi Plhákovi za spolupráci a trpělivost při
praktické části práce.
5.1 Databáze přístupového systému
Zde se věnuji přístupovému systému a databázím, které používá pro svůj běh. Tyto
databáze používá i webové rozhraní. V systému existují 3 databáze. První z nich je
databáze s názvem system. Obsahuje tabulky nastavení přístupového systému. To zna-
mená zóny zabezbečovaného objektu, snímače, přístupová rozhraní a zařízení. Pro nastavení
přístupových oprávnění je vytvořena databáze rights. Obsahuje entity, které umožňují
přístup do objektu, tzn. subjekty, klíče (identifikátory) a skupiny. Každá s nich má svou
vlastní tabulku pro záznamy a pro nastavení práv přístupu. Poslední databáze nese název
log a zde jsou uloženy události zaznamenané na přístupových zařízeních, respektive sní-
mačích.
Pro přístup k nim je v modulu PHP operačního systému pro vestavěné zařízení vybráno
několik funkcí, které nejsou součástí práce, nicméně jsou v práci využívány a je proto
potřeba čtenáře s nimi seznámit. Název všech funkcí je uvozen řežezcem fdbc následovaný
komponentou databáze, se kterou se pracuje, a případně prováděnou operací. Jednotlivé
slova jsou od sebe vždy oddělena podtržítkem. Pro příklad uvedu funkci fdbc table load,
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která načítá tabulku a vrací její handler. Použítí této funkce je následující: $table=
fdbc table load(’system’,’Zones’);. Funkce otevře tabulku Zones z databáze system.
V proměnné $table je uložen popisovač tabulky pro další použítí. Obdobně se přis-
tupuje i k řádkům tabulek a k jednotlivým buňkám. Pro získání prvního řádku tabulky
se používá funkce fdbc row first($table,$indexed,$indexName). Argument funkce
$table představuje popisovač otevřené tabulky, $indexed představuje vlajku použitého
řazení. Při jeho použití je nastaven na hodnotu "index" . Posledním je hodnota, podle
níž jsou záznamy seřazeny (například řazení tabulky subjektů podle jména "subjects
by name" ). V případě uvedení těchto arugmentů je vrácen řádek podle řazení. Pokud
poslední argumenty nejsou uvedeny nebo je místo nich předána hodnota NULL, vrací funkce
první řádek tabulky. Pro načtení dalších řádků slouží funkce fdbc row next() se stejnými
parametry, jen místo handleru tabulky je předáván handler aktuálního řádku.
5.2 Struktura souborů aplikace
Soubory tvořící aplikaci jsou umístěny ve vestavěném systému, na přiloženém cd v adresáři
app. Soubor index.php je umístěn přímo v tomto adresáři. Obsahuje přihlašovací stránku
umístěnou uvnitř elementu div s id="celastranka" . Soubory JavaScriptu jsou umístěny
ve složce scripts. Všechny jsou popsány v následujích kapitolách. Ve složce pages jsou
umístěny ostatní soubory PHP skriptu. Jejich funkci se věnuje kapitola 5.3 a 5.4. Ve složce
graphic jsou umístěny grafické části stránky jako je pozadí menu, záhlaví stránky a další
obrázky. Složka icon obsahuje ikony umístěné v menu pro lepší orientaci v něm.
5.3 Popis implementace
S teoretickou částí používání AJAXu je čtenář seznámen v kapitole 3.5. Jak může vypadat
v praxi je uvedeno zde. Základní funkce pro běh aplikace jsou implementovány v souboru
main.js. V následujících podkapitolách je uveden popis jednotlivých možností systému.
Některé chování je pro mnoho zobrazení podobné a proto je uvedeno již zde. Případy, kde
tento postup není uplatněn jsou upřesněny v kapitole 5.4. Pro získávání zobrazovaných dat
je vždy použito objektu XMLHttpRequest.
5.3.1 Hlavní nabídka
Pro navigaci pomocí hlavního menu je vytvořena funkce getPage(). Paramtery funkce
v přesném pořadí se používají pro výběr obsahu stránky. Pro použití této funkce je
parametrů více, než je u některých odkazů nutné, ale z menu je pak jednozančně rozpoz-
natelné, ke kterému souboru se má přistupovat a o která data se žádá. Také jde o pozůs-
tatek původních návrhů, ke kterým by se v případě rozšíření aplikace mohlo vracet. Funkce
getPage() pracuje pouze se soubory:
• content1.php
Obsahuje menu specifické pro každou zobrazenou stránku a vkládá do ní element div
s id="obsahObsahu" ;
• titles.php
je využito pro změnu názvu záložky v internetovém prohlížeči;
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• filters.php
obsahuje element formulář pro vyhledávání záznamů v tabulce, ke které se váže ak-
tuální zobrazená stránka;
• a head.php
kde se nachází záhlaví aktuální stránky.
Členění v těchto souborech je velmi podobné. Pro selekci se využívá parametrů
předávaných metodou GET, tzn. přidáním otazníku před prvním parametrem, následovaný
jménem proměnné, rovnítkem a jeho hodnotou. Pro použítí více parametrů je nutno oddělit
je od sebe znakem &. Funkce gePage() k výběru požadované položky využívá prvního
parametru. K získání dat pro všechny prvky kromě obsahu je použita funkce getData(),
která vkládá přijmutá data přímo do elementu identifikovaného parametrem této funkce.
Při použití některého odkazu z hlavní nabídky je také volána funkce colorMenu(), která
má na starosti odbarvení posledního aktivovaného prvku (černá) menu a následné obarvení
aktuálního (bílá). Pro načtení vnitřního obsahu stránky je využita funkce getInnerPage()
se stejnými parametry. Tato funkce je volána ovšem až po příjmu odpovědi po žádosti
směřující do skriptu content1.php a to z jednoduchého důvodu. Funkce getInnerPage()
vkládá získaný text do elementu div s id="obsahObsahu" , který je na stránce přístupný
až po dokončení předchozího požadavku. Se kterými soubory getInnerPage() pracuje je
detailně popsáno v kapitole 5.3.3.
Při přechodu mezi stránkami docházelo právě kvůli asynchronosti technologie AJAX k
přepisovaní aktuálních zobrazení, pokud bylo v kratším časovém okamžiku kliknuto na
více odkazů. Tento problém byl vyřešen přidáním globálních proměnných pageEnable
a innerPageEnable. Nabývájí hodnoty true či false a slouží jako flagy pro uvolnění
možnosti žádat o nová data stránky. Při vytvoření požadavku na přechod mezi stránkami
jsou nastaveny na false. Po přijmutí výsledku jsou nastaveny na true.
5.3.2 Záhlaví stránky
Horní část webové aplikace je také barevně odlišena a pro získání svého obsahuje je prvotně
použita funkce logged(), která vkládá uživatelské jméno na levou stranu a informace
o aktuální verzi firmwaru a hardwaru zařízení ACU. Druhá funkce ovlivňující tento element
je getPage() měnící text uprostřed, podle aktuálního zobrazení.
V této části stránky je také možnost restartovat přístupový systém. V kapitole 5.4 jsou
uvededny interakce, které vedou k vyvolání funkce restartNeeded() souboru entities.js.
Funkce v levém horním rohu aplikace zobrazuje varování o potřebe systém restartovat
a tlačítko pro provedení restartu. Restart je prováděn pomocí PHP skriptu func.php, při
předání argumentu "cmd=state set" a "state=reconfig" .
5.3.3 Zobrazení vnitřního obsahu stránky
Použitím odkazu z hlavní nabídky je vždy volána funkce getPage() s prvním parametrem
specifikujícm stránku a druhým "show" . Parametry jsou předány funkci geInnerPage(),
která využívá PHP skriptů příslušejících dané stránce (gates.php, groups.php, keys.php,
park.php, register.php, setup.php, subjects.php a zones.php). Soubory obsahují
větěv pro prvotní zobrazení, pro předávaný parametr metody GET "obsah=show" . Jde-li
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o výpis některé z tabulek, je zobrazeno maximálně 10 záznamů. Tento počet je nastavitelný
vždy v příslušném PHP souboru.
5.3.4 Listování v obsahu
Při více než 10 záznamech na stánce, mezi nimi lze listovat pomocí navigačního menu pod
jejich výpisem. K předání požadovaného listu se záznamy je předáván parametr index.
Při použití odkazu v hlavním menu nabývá hodnoty 0, stejně jako pro zobrazení prvního
listu. Při jiném listu vždy obsahuje specifikaci prvního zobrazovaného. K zobrazení stránky
s daným listem je opět využita funkce getInnerPage().
5.3.5 Vyhledávání
Pro vyhledávání v zobrazených záznamech je do PHP souboru předáván parametr
"find=find" a další parametry, potřebné ke specifikaci co a v případě více možností, po-
dle čeho se má vyhledat ("what=%coHledat" a "by=%podleČehoHledat" ). Pro vyhledání
je použita funkce find() souboru entities.js. Má tři paramery. U většiny vyhledávání
je využit pouze první z nich - where. Specifikuje kde se vyhledává (záznam v protokolu
přístupů, zóna, brána . . .). Další dva paramatery jsou použity pouze pro vyhledávání podle
příjmení subjektu na stránce parkoviště. Je třeba nejdříve vyhledat všechny subjekty, které
mají hledané příjemní. Uživateli je nabídnut jejich seznam s odkazem na zobrazení přís-
tupů tohoto vlastníka. Právě v tomto odkazu jsou předány zbylé dva parametry. Prvním
z nich je flag="bySubjectPID" , při jehož rozpoznání v PHP skriptu jsou hledány pouze
záznamy s hodnotou druhého parametru ve sloupci osoba. Tento parametr je pojmenován
id. Předání řetězce co hledat je vybráno z elementu input ve formuláři.
Pro vyhledávání v tabulkách databáze slouží sada následujících funkcí:
• fdbc search start()
Spouští v operačním systému vestavěného zařízení proces pro vyhledávání. Prvním
parametrem funkce je handler tabulky. Další jsou zadávány podle toho, ve kterém
sloupci tabulky je požadováno vyhledávání. Je-li třeba vyhledat záznam, který ob-
sahuje hledaný řetězec ve třetím sloupci, zadají se další dva parametry s hodnotou
NULL a třetí s hledaným řetezcem.
Například fdbc search start($table,NULL,NULL,NULL,"Novák" ); slouží pro vyh-
ledání vlastníka s příjmením ”Novák”;
• fdbc search state()
Funkce vrací hodnotu reprezentující aktuální stav vyhledávání. Pokud vrátí řetězec
"stop" , je vyhledávání ukončeno. Při návratové hodnotě "row" je nalezen výsledek
a proces vyhledávání je pozastaven. Pro vyzvednutí záznamu je použito následující
funkce. Návratová hodnota NULL reprezentuje chybu při vyhledávání;
• fdbc search row()
Vrací výsledek hledání, vždy jen jeden záznam. Po vrácení výsledku je opět spuštěn
proces pro vyhledávání, který v něm pokračuje.
5.3.6 Přidávání a editace záznamů tabulky
Pro správu entit přístupového systému jsou využívány funkce JavaScriptového souboru
entities.js. Pro možnost uživatele pracovat s těmito záznamy jsou vytvořeny elementy
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div, které se zobrazují v popřední stránky, jedná-li se o vytváření či úpravu. Tyto elementy
se chovájí jako statická pop-up okna. Jsou řízena JavaScritpovým souborem popups.js.
Pro výběr konkrétního záznamu je vytvořena interaktivní nabídka (div s atributem
id="smallPopup" ), která je spuštěna kliknutím na vybraný objekt. Tato nabídka se liší po-
dle aktuálního náhledu, ale nikdy v ní nechybí odkaz pro její uzavření a smazání vybraného
záznamu. Pro umístění nabídky je využito odchytávání události onmousemove. Prohlížeč sle-
duje pohyb kurzoru myši a při každé změně volá funkci getMouseXY() umístěnou v souboru
popups.js. Funkce získá aktuální pozici kurzoru a uloží ji do globálních proměnných tempX
a tempY. Při požadavku na zobrazení nabídky se volá funkce showSmallPopup(). Jejímy
parametry jsou item, specifikující na jekém typu objektu byla nabídka požadována. Na
základě tohoto argumentu se generuje obsah nabídky. selected je konkrétní identifikátor
objektu, na nějž bylo kliknuto. Pro správu práv bylo potřeba dalších dvou argumentů,
které určují přesně prvek. Obsah interaktivní nabídky pro konrétní náhledy stránek je
uveden v kapitole 5.4
Pro tyto akce obsahují soubory PHP věteve, které vrací vzhled pop-upů pro vytvoření
("manage=add" ) a editace ("manage=edit ”) prvků parkoviště. Dále větvě pro vložení, ed-
itace "dbcommit=add edit%NázevEntity" a "operate=add" , případně "operate=edit"
Pro úpravy je třeba předat navíc specifický identifikátor položky, se kterou se pracuje.
Většinou je použito předávaného jména prvku, protože je i primárním klíče záznamu. Při
vyžadování pop-up elementu jde vždy o parametr "key=%klíčPrvku" . V této větvi je
načten z databáze záznam a doplněn do editovatelných prvků.
Samotnou komunikaci s PHP skripty při změnách záznamů databáze implementuje
funkce dbcommit(). Ostatní funkce jí předávají URL pro přístup do souboru se správnými
parametry. Prvním argumentem funkce je právě URL. Další slouží pro obnovení obsahu
zobrazené stránky po dokončení komunikace se serverem. Funkce tedy odešle AJAXový
požadavek na změny v databázi a zároveň zobrazí informace do prvku "status" (viz.
5.3.8. Po obdržení odpovědi rozhoduje o tom, zda zmizí pop-up elementy, obnoví se stránka
a případně se zobrazí informace o potřebě restartovat přístupový systém.
Při provádění úprav tabulek databáze je vždy první znak, který PHP soubory vrací, celé
číslo, reprezentující výsledek operace. Je-li vrácena nula, proběhlo vše v pořádku. Element
pop-up pro operaci je schován a aktuální stránka obnovena. Při návratového hodnotě jedna
je pouze zobrazena informace o nějaké chybě v zadaných údajích, kapitola 5.3.8, pop-up
zůstává zobrazen pro možné úpravy. A hodnota dvě reprezentuje většinou chybu při operaci
databáze, pop-up je opět zneviditelněn.
5.3.7 Odstranění záznamu tabulky
Pro mazání záznamů je také využito funkcí souboru entities.js, konkrétně funkce
remItemFunc(). Funkce může mít až čtyři parametry. Prvním z nich je typ mazaného
prvku (zóna, brána atd.). Druhý je primární klíč prvku, pro jeho dohledání v databázi.
Další dva parametry jsou využity jen při odstraňování oprávnění k přístupu. Je třeba
specifikovat nejen které oprávnění ke vstupu se má smazat, ale také které entitě a záznamu
oprávnění přísluší.
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Pro mazání je využita větev "manage=rem" PHP souboru, který přísluší konkrétnímu
typu záznamu. Pro identifikaci je mu předáván druhý parametr funkce ("id=%IdPrvku" ).
Musím zde také zmínit, že při mazání prvků, které jsou provázany s logicky jim patřícím
objektům, jsou smazány i ony. Při mazání skupiny se maží i všichni vlastníci, kteří patří
do skupiny a také všechny klíče, které patří mazaným vlastníkům. Analogicky je tomu při
mazání vlastníků. Při odstraňování zón jsou mazány i brány, které jsou v zóně umístěny.
A mazání bran odstraňuje i rozhraní, která jsou připojena jen k této bráně. Toto chování
je implementováno ve vestavěném zařízení a není součástí uživatelského rozhraní.
5.3.8 Informace o provedených akcích
O změnách v databázi systému je třeba uživatele informovat - je vytvořen prvek div element
si "id=status" . Pro jeho zobrazení se používí funkce showStatus() souboru popups.js.
Funkce jako parametr obdrží text, který má zobrazit a přidává tlačítko k uzavření informace
- zneviditelnění elemntu div.
5.4 Popis rozhraní a detaily implementace
V této části je popsáno uživatelské rozhraní celého projektu i s detaily implementace. Pro
získání následujících zobrazení je využit výběr nabídky z hlavního menu. Pro přechody
mezi jednotlivými zobrazeními není nutné načítání celé nové stránky, ale mění se pouze
nejnutnější části HTML dokumentu. Jsou to záhlaví stránky a název záložky prohlížeče,
vnitřní menu s formulářem pro vyhledávání a konečně samotná zobrazovaná data, nejčastěji
různé formy tabulek.
Během implementace došlo několikrát ke změně tabulek databází a nutnosti existence
některých entit. Do konečného návrhu byly přidány klíče, reprezentující identifikátory
a zónám byl v hlavní nabídce přiřazen nový odkaz. Zmizeli vozy, které nebyly pro chod
systému nutné a spíše jen komplikovali návrhy databázových tabulek. Ze stejného důvodu
byly také odstraněny kapacity parkoviště a jednotlivých zón. Nově byla přidána funkce
registrace.
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5.4.1 Přihlášení
Obrázek 5.1: Přihlášení do systému
Pro vstup do aplikace byla vytvořena podle návrhu stránka s příhlášením, obrázek 5.1. De-
faultní uživatelské jméno/heslo je nastaveno na admin/admin. O výsledku pokusu o přih-
lášení je uživatel informován textem pod tlačítkem formuláře. O příhlášení se stará sou-
bormain.js vložený do dokumentu, konkrétně funkcelog(). Funkce kontroluje uživatelské
jméno a heslo a na základě kontroly provádí příslušné akce. Uživatelské jméno a heslo
je kontrolováno pomocí PHP skriput login.php. Při špatném přihlášení vypisuje pouze
hlášku o jeho neúspěchu. V případě správného přihlášení o úspěchu a JavaScriptu vk-
ládá další dva externí soubory entities.js apopups.js. Po úspěšném přihlášení je volána
funkcelogged(). Zde je vyplněno záhlaví stránky informacemi o zařízení, na kterém systém
běží, aktuálním čase a příhlášeném uživateli. Zároveň se spouští aktualizace hodin každou
vteřinu. Pro získání HTML dokumentu, který obsahuje elementy div pro menu a pop-up
prvky, odesílá funkce požadavek do souboru logged.php. Po jeho vyřízení a vložení ob-
sahu do WWW stránky je načtena první stránka aplikace - Parkoviště pomocí funkce
getPage().
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5.4.2 Parkoviště
Obrázek 5.2: Náhled stránky Parkoviště
Pro zobrazení této stránky je využit soubor park.php. Tato stránka je výchozí stránkou po
přihlášení do systému. Hlavním cílem je zobrazení přístupů k bránám parkoviště. Jde o záz-
namy pokusů o přístup do zabezpečované zóny, ať už povolených či zamítnutých. Tabulka
obsahu výpis z tabulky databáze log, seřazených podle času uskutečnění pokusu. Tab-
ulka záznamů obsahuje sloupce reprezentující časový údaj, bránu, na které došlo k pokusu.
Pokud přístup požadoval subjekt s klíčem, který systém zná, je zobrazeno navíc PID (Per-
sonal ID) subjektu a pokud patří do nějaké skupiny, i příslušná skupina. Pokud některý
záznam v tabulce není uveden, je označen řetěžcem "(null)" . Sloupec akce zobrazuje stav
přístupu. Lze zde očekávat 3 stavy:
• neznámý klíč
tento identifikátor není systému znám;
• přístup povolen
subjekt, který se prokázal tímto klíčem má oprávnění k průchodu bránou;
• přístup zamítnut
subjekt nemá oprávnění ke vstupu.
Tento řetězec je genervován pomocí JavaScriptu. Využívá funkce parseFlags() souboru
entities.js. Odpověď od serveru je vygenerována do HTML kódu. Na místě viditelných,
právě popsaných řetezců je hexadecimální kód, který reprezentuje přístupová práva. Tento
kód je sestaven z 9 bitů a převeden do hexadecimální podoby datového typuBLOB. Proto
musí funkce nejdříve vhodným způsobem zpracovat tento kód. Celý text je rozdělen do pole
podle řetezce " </td></tr>" , který reprezentuje konec posledního sloupce tabulky. Délka
řetecze datového typu BLOB je 8 bytů, tedy 8 znaků. Z každé položky pole je proto odebráno
právě posledních 8 znaků. Tyto znaky jsou překládány do srozumitelných textových řetězců
pomocí funkce translateFlag() a následně připojeny zpět na konec každého prvku pole
i s řetězcem konce posledního sloupce a řádku tabulky.
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Vyhledávát v záznamech přístupů je možné podle jména subjektu nebo skupiny. Vyh-
ledáním podle skupiny se zobrazí přístupy pouze zadané skupiny, pokud taková existuje. Při
výběru vyhledání podle jména je místo tabulky zobrazen seznam subjektů s vyhledáváným
jménem. Výběrem konkrétní osoby jsou zobrazeny její přístupy.
Jako jedna ze dvou stránek nepoužívá tato stránka k zobrazování standartně jen
funkcigetInnerPage(), ale také navigatePark(), a to z důvodu přenášení 3 časových
údajů pro konkrétní specifikaci zobrazovaného záznamu.
5.4.3 Registrace
Obrázek 5.3: Náhled stránky Registrace
Stránka registrace byla vytvořena pro usnadnění uživatelské přívětivosti systému. Slouží
pro přidávání nových vlastníků, klíčů a skupin do systému. Tato část aplikace pracuje
hlavně se souborem register.php, ale využívá i dalších PHP skriptů. Při použití této
možnosti pro vytvoření nového subjektu má tento potom údaje o skupině a přiřazeném
klíči přidány z registrace.
V menu zobrazení jsou čtyři odkazy, které určují ve které fázi registrace se uživa-
tel nachází. Je pomocí nich možné nahlédnout na vyplněná data. Na posledním odkazu
(Souhrn) jsou vyplněná data zobrazena a je znázorněno, zda je možné daný prvek vytvořit.
Navigaci v registraci řídí v první řadě ovšem tlačítka Pokračovat, která jsou umístěna na
každé ze stránek pro vlastníka, klíč a skupinu. Při stisknutí těchto tlačítek je volána funkce
registerNext() s paramterem pro právě upravená data. U vlastníků nabývá parametr hod-
noty "subject" . Funkce uloží data z formuláře o přidávané osobě do globálních proměnných
JavaScriptu (subject pid, subject name a subject surname). Následuje volání funkce
getInnerPage() s parametry "register" , "key" , která vkládá formulář pro vytvoření
klíče. Po jeho vyplnění a stisknutí tlačítka Pokračovat je tato akce provedena znovu, jen
parametr funkce registerNext() je změněn na "key" . Identifikační číslo klíče je uloženo
v proměnné key id. Následujícímu volání funkce jsou předány parametry "register" ,
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"group" . Proběhně zobrazení stránky pro vytvoření skupiny. Zde je možné buď použít
skupiny v systému již registrované nebo při zašrktnutím elementu checkBox vytvořit novou
skupinu. Název skupiny je při stisku klávesy Pokračovat uložen v proměnné group name. Je
nutné uložit i údaj o tom, zda se vytvářela nová skupina nebo byla vybrána již existující.
Pro tuto hodnotu existuje proměnná group new. Narozdíl od předchozích případů je po
vykonání těchto akcí volána funkce registerSummary(). Po jejím dokončení je zobrazen
náhled na všechna vyplněná data a navíc informace o tom, zda je možné prvky systému
vytvořit. O této možnosti je uživatel informován barevným textovým řetězcem.
• OK
je možné prvek vyvořit, tlačítko Vložit je možné použít, pokud je řetězec zobrazen
u všech objektů;
• Již existuje
prvek s primárním klíčem shodným s tímto prvkem již v databázi existuje. Tlačítku
Vložit je přidán atribut disabled, který deaktivuje tlačítko.
Pro kontroly je využíváno větvě "obsah=sumary" souboru register.php. V ní je
postupně pro subjekt, klíč a skupinu načítán element s primárním klíčem stejným, jaký by
měl nový element, funkce fdbc row load(). Pokud funkce vrací hodnotu odlišnou od NULL,
prvek v příslušné tabulce již existuje a není proto možné jej vložit. Je-li možné všechny
prvky vytvořit a uživatel stiskne tlačítko Vložit, je volána funkce registerCommit(). Po-
mocí ní je nejdříve zobrazen "status" pop-up, poté postupně vytváří prvky a do informací
přidává výsledky provedených změn. Pro vkládání do tabulek jsou používány PHP soubory
pro konkrétní elementy přístupového systému a jejich větev "manage=add edit%Prvek"
a "operate=add" .
Při přechodu na tuto stránku jsou data v proměnných pro uložení zadaných údajů
vymazána, stejně jako při úspěšném vložení všech elementů do databází. Při této události
je navíc stránka zobrazena znovu.
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5.4.4 Zóny
Obrázek 5.4: Náhled stránky Zóny
Tato stránka je věnována správě zón zabezpečovaného objektu. Pro ni používá souboru
zones.php. Pro zobrazení je opět předáván parametr "obsah=show" a index zobrazované
stránky při listování. Pro přidání nové zóny se používá odkazu ”Nová zóna”, který vyvolá
zobrazení elementu div a načte do něj formulář pro vytvoření zóny.
Zóny nelze žádným způsobem upravovat. Zastřežení zóny je vždy zapnuto a její jméno
nelze měnit. Jiné informace zóna nemá, proto nabídku při výběru konkrétního záznamu
obsahuje pouze:
• Zavřít
zavře nabídku;
• Smazat
smaže zónu.
Zde je nutno zdůraznit, že pro přístupový systém je změna zón klíčová při zabezpečování
objektu. Je proto nutno jednoktu ACU restartovat (viz. kapitola 5.3.2).
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5.4.5 Brány
Obrázek 5.5: Náhled stránky Brány
Zde jsou zobrazeny aktuálně konfigurované brány. Stránka pracuje se souborem gates.php.
Pro případ počtu bran většího deseti je možno využít listování. Brány jsou nejvice komp-
likovanou součástí systému. Pro jejich správné nastavení je vždy potřeba volného snímače.
Snímače a jejich správa nejsou součástí uživatelského rozhraní. Jsou do zařízení nahrávání
externě. Důvodem pro tuto volbu je nutnost jejich správné konfigurace a připojení k za-
řízení. Uživatel by neměl mít možnost tyto akce provádět.
Brány využívají k ovládání fyzické přepážky mezi zónami tzv. rozhraní. K jednomu
rozhraním může být připojeno i několik bran, ne však naopak. Rozhraní může také narozdíl
od bran využívat již obsazené snímače. Při vytváření nové brány je možné vytvořit nové
rozhraní brány nebo použít již vytvořené.
Pro editaci nebo smazání konkrétní brány, lze kliknutím na její název zobrazit nabídku,
ve které jsou následující možnosti:
• Zavřít
zavře nabídku;
• Upravit
zobrazí pop-up pro editaci brány a doplní údaje o ní do formuláře;
• Smazat
smaže bránu.
Při změně tabulek pro brány je opět potřeba restartovat zařízení. Tento stav byl již pop-
sán v kapitole 5.3.2. Nechybí zde také možnost vyhledat konkrétní bránu, kde se vyhledává
podle jejího názvu.
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5.4.6 Vlastníci
Obrázek 5.6: Náhled stránky Vlastníci
Na této stránce jsou zobrazeny všechny osoby registrované v systému. Subjekty mohou,
v nejlepším připadě by měli, vlastnit klíč a mají právo patřit do skupiny. Vlastníkům je
možné přiřadit práva v rámci přístupového systému. Bližší popis je uveden v kapitole 5.4.10.
Na stránce pro zobrazení vlastníků je možnost řadit jejich seznam podle sloupců
tabulky náhledu. Řazení je implicitně prováděno podle PID. Pro výběr jiné položky stačí
kliknout na nadpis sloupce. Tato akce vyvolá znovunačtení vnitřní stránky (již doufám
dostatečně popsaná funkcegetInnerPage()) s parametrem index nastaveným na index
sloupce, podle nějž se má řadit. V souboru subjects.php je tento parametr rozpoznán
v proměnné $ GET[’sort’] a podle hodnoty v něm je nastaveno indexování. Částečně byla
tato problematika probrána již v kapitole 5.1.
Je zde možné vyhledávat subjekty podle čtyř kategorií: PID, skupiny, jména a příjmení.
Při vyhledávání je nutno zadat podle čeho se má v záznamech vyhledávat. Pro upřes-
nění je PHP souboru předáván parametr "by=%TypVyhledávání" . Může nabývat hodnot
"byPID" , "byGroup" , "byName" , "bySurname" .
Až na editaci PID je u osob možné měnit vše. Nabídka pro konkrétní záznam obsahuje:
• Zavřít
zavře nabídku;
• Upravit
zobrazí pop-up pro editaci subjektu a doplní údaje o něm do formuláře;
• Oprávnění
při zvolení přejde na stránku práv subjektu (viz. 5.4.10);
• Smazat
smaže subjekt.
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5.4.7 Skupiny
Obrázek 5.7: Náhled stránky Skupiny
Zobrazení všech skupin systému je uvedeno na této stránce. Do skupin jsou přiřazováni
vlastníci (subjekty) při jejich vytváření nebo editaci. Opět je možno v záznamech listovat
a vyhledat skupinu podle jejího názvu. Pro tuto stránku je implementován PHP skript
groups.php. Skupiny patří mezi objekty, kterým je možno nastavovat oprávnění k přís-
tupům do zón a tím nastavovat více subjektům oprávnění.
Upravování skupin není možné. Jejich jediným sloupcem v databázi je jejich název,
který tvoří primární klíč záznamu.
Nabídka pro konkrétní záznam je složena z těchto možností:
• Zavřít
zavře nabídku;
• Oprávnění
při zvolení přejde na stránku práv skupiny (viz. 5.4.10);
• Smazat
smaže skupinu.
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5.4.8 Klíče
Obrázek 5.8: Náhled stránky klíče
Na této stránce je zobrazen seznam klíčů (identifikátorů), které jsou v systému registrovány.
Klíče slouží pro rozpoznání subjektu při přístupu. Název klíče je zároveň i hodnotou, jež
je předávána do snímače při jeho čtení. Je možno zde vyhledávat klíče, vytvářet nové
klíče a mazat je. Při větším počtu záznamů je opět možné listovat mezi zobrazovanýmy
stránkami. Klíče patří mezi komponenty systému, kterým lze přiřazovat přístupová práva.
Obsah nabídky výběru klíče:
• Zavřít
zavře nabídku;
• Oprávnění
při zvolení přejde na stránku práv klíče;
• Smazat
smaže klíč.
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5.4.9 Nastavení
Obrázek 5.9: Náhled stránky nastavení
V možnostech nastavení je synchronizace času na zařízení se systémovým časem. Vybráním
menu stránky Reset je po stisku tlačítka vyvolán reset přístupového systému. Akce je stejná
jako při resetu po úpravě tabulky pro zóny a brány. Při zvolení menu Restart a stisknutí
tlačítka je restartována celá jednotka řídící přístupy ACU.
5.4.10 Oprávnění k přístupu
Obrázek 5.10: Náhled stránky Oprávnění
Možnosti uživatelské rozhraní samozřejmě podporují i nastavení oprávnění k přístupům
do zabezpečovaných zón. Oprávnění může obdržet buď vlastník, skupina vlastníků nebo
klíč. U těchto objektů je proto přidáno do možností při vybrání konkrétního záznamu
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i oprávnění. Tato akce vyvolá pomocí funkce rights() obnovu vnitřní stránky, na na níž
jsou uvedna všechna prává, která má objekt přiřazen. Náhled oprávnění není samostatnou
stránkou jako vše ostatní. Je pouze obměněno vnitřní zobrazení. Záhlaví a obsah stránky
je stejný jako poslední zobrazený. Je možno z této stránky například vytvářet nového
vlastníka, klíč nebo skupinu nebo v těchto záznamech vyhledávat. Funkce rights()
má čtyři parametry. První z nich reprezentuje s jakou entitou se pracuje (vlastník, klíč,
skupina). Dalším je požadovan operace. Pro zobrazení pravidel je jeho hodnota "show" , pro
vytvoření nového oprávnění "add" . Třetím parametrem je specifikován klíč záznamu, pro
který žádáme zobrazení. Při vytváření nového oprávnění je navíc PHP skriptu předáváno
jméno brány, pro kterou platí (gate="%JménoBrány" ).
V zobrazení lze vytvořit právo nové, které se vždy vztahuje k aktuálně zobrazené
položce a bráně, kterou je možno vybrat pomocí prvku ComboBox v zobrazeném pop-up
divu. Možnosti oprávění jsou vybrány pomocí elementů CheckBox a jsou pomocí funkce
rights() převedeny do textové podoby datového typu BLOB. Funkce pracuje se souborem
rights.php, který je konstruován podobným způsobem jako ostatní PHP skripty pro práci
s entitami systému.
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Kapitola 6
Závěr
Práce poskytuje čtenáři všeobecný přehled technik využítých při návrhu a implementaci
webových aplikací používajících technologii AJAX a vytváření uživatelského rozhraní pro
vestavěný systém a . Jsou vysvětleny pojmy přístupových systémů. Všehcny body zadání
a požadavky na systém byly splněny. Vzhledem k vytíženosti a rychlosti zařízení je systém
poměrně rychlý.
Mezi nápady pro možná rozšíření bych zmínil použií některého z JavaScriptových frame-
worků pro vizualizace (např. jQuery). Také implementaci přístupových účtů pro vstup do
aplikace a tím i možnost změny rozhraní pro konkrétní typy uživatelů. Tato možnost byla
během implementace diskutována a nakonec do práce nezařazena z důvodu absence tabulky
databáze pro ukládání účtů.
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