Advanced security applications for Android by Orgoň, Marek
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA ELEKTROTECHNIKY A KOMUNIKAČNÍCH TECHNOLOGIÍ
ÚSTAV TELEKOMUNIKACÍ
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION
DEPARTMENT OF TELECOMMUNICATIONS
POKROČILÉ BEZPEČNOSTNÍ APLIKACE PRO ANDROID
DIPLOMOVÁ PRÁCE
MASTER'S THESIS
AUTOR PRÁCE Bc. MAREK ORGOŇ
AUTHOR
BRNO 2014
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA ELEKTROTECHNIKY A KOMUNIKAČNÍCH
TECHNOLOGIÍ
ÚSTAV TELEKOMUNIKACÍ
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION
DEPARTMENT OF TELECOMMUNICATIONS
POKROČILÉ BEZPEČNOSTNÍ APLIKACE PRO
ANDROID
ADVANCED SECURITY APPLICATIONS FOR ANDROID
DIPLOMOVÁ PRÁCE
MASTER'S THESIS
AUTOR PRÁCE Bc. MAREK ORGOŇ
AUTHOR









magisterský navazující studijní obor
Telekomunikační a informační technika
Student: Bc. Marek Orgoň ID: 125575
Ročník: 2 Akademický rok: 2013/2014
NÁZEV TÉMATU:
Pokročilé bezpečnostní aplikace pro Android
POKYNY PRO VYPRACOVÁNÍ:
Nastudujte možnosti výpočtu modulárních aritmetických operací na OS Android či Apple iOS, dle
výběru. Změřte doby výpočtů pro standardní délky modulů. Implementujte protokol HM12 pro délky
modula 1024, 1280, 1536 a 2048 bitů. Analyzujte možnosti Secure Elementu pro ukládání klíčů.
Implementujte klientskou a ověřovací aplikaci pro zadaný protokol. Navrhněte a implementujte metody
ochrany klientských klíčů.
DOPORUČENÁ LITERATURA:
[1] STALLINGS, William. Cryptography and network security: principles and practice. Seventh edition.
xix, 731 pages. ISBN 01-333-5469-5.
[2] HAJNÝ, J.; MALINA, L. Unlinkable Attribute-Based Credentials with Practical Revocation on Smart-
Cards. In Smart Card Research and Advanced Applications. Lecture Notes in Computer Science. LNCS.
Berlin: Springer- Verlag, 2013. s. 62-76. ISBN: 978-3-642-37287- 2. ISSN: 0302- 9743.
[3] MURPHY, Mark L. Android 2: průvodce programováním mobilních aplikací. Vyd. 1. Brno: Computer
Press, 2011, 375 s. ISBN 978-80-251-3194-7.
Termín zadání: 10.2.2014 Termín odevzdání: 28.5.2014
Vedoucí práce: Ing. Jan Hajný, Ph.D.
Konzultanti diplomové práce:
doc. Ing. Jiří Mišurec, CSc.
Předseda oborové rady
ABSTRAKT
Tato práce se zabývá bezpečností operačního systému Android a to jak obecnými bez-
pečnostními prvky, tak možnostmi ukládání citlivých dat. V práci je diskutována možnost
použití Android KeyStore pro ukládání citlivých dat. Analyzují se zde možnosti použití
secure elementu pro aplikační výpočty a možnosti emulování čipové karty. Dále se práce
zabývá použitím Host-based Card Emulation pro emulaci bezkontaktních čipových karet.
V další části je simulována výkonnostní analýza modulárních aritmetických operací pro
čísla s velkou bitovou délkou. V poslední části práce jsou popsány aplikace pro emu-
laci bezkontaktních čipových karet pro protokoly HM12 a HM14 a pro jejich ověřování
a schéma pro zabezpečené uložení dat těchto protokolů.
KLÍČOVÁ SLOVA
Android, bezpečnost, bezpečnostní aplikace, secure element, NFC, HCE, Host-based
Card Emulation, emulace bezkontaktních čipových karet
ABSTRACT
The thesis deals with security of the Android operating system, both general security
features and options for storing sensitive data. The suitability of Android KeyStore for
storing sensitive data and the possibility of using the secure element for safe application
calculations and smart card emulation are discussed. Using Host-based Card Emulation
for contactless smart card emulation is discussed. The performance analysis of modular
arithmetic operations for numbers with high bit length is examined. Following these
analysis, an implementation of application for software contactless smart card emulation
of HM12 and HM14 cryptographic protocol is proposed. And an implementation of
application for verifying smart cards with these protocols is proposed. Also scheme for
secure storage of sensitive data is proposed.
KEYWORDS
Android, security, security application, secure element, NFC, HCE, Host-based Card
Emulation, contactless smart card emulation
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ÚVOD
Tato práce se zabývá bezpečností systému Android, který se používá převážně na
mobilních telefonech a tabletech. Práce pojednává o možnostech vývoje bezpečnost-
ních aplikací pro tento systém a možnostech emulace bezkontaktních čipových karet
pomocí NFC. Tyto možnosti demonstruje na kryptografických protokolech HM12
a HM14.
Práce se nezabývá obecnou tvorbou aplikací a od čtenáře předpokládá základní
znalosti programování, nejlépe pro systém Android. Vytváření aplikací pro mobilní
operační systémy je v některých ohledech specifické. Tato zařízení mají obvykle nižší
výpočetní výkon a omezenou kapacitu baterie. Proto je třeba s těmito aspekty při
vývoji aplikace počítat.
Stejně tak má mobilní operační systém jiné možnosti napadení. U serveru se
předpokládá, že útočník nemá fyzický přístup k zařízení, zatímco u mobilního te-
lefonu může snadněji dojít k jeho odcizení nebo ztrátě a následnému zneužití dat.
Také je tento sytém masově rozšířen a používá ho mnoho laiků. Proto je potřeba
při vývoji bezpečnostní aplikace pro systém Android počítat s těmito možnostmi
napadení.
První část této práce pojednává obecně o systému Android, jeho verzích a jejich
rozšíření na trhu.
Druhá část pojednává o bezpečnosti systému Android na úrovni jádra a na úrovni
aplikační vrstvy systému.
Třetí část se zabývá způsobem, jak na zařízení uložit citlivá data a jak k nim
přistupovat.
Čtvrtá část analyzuje Secure Element na zařízeních a pojednává o možnostech
jeho použití pro bezpečnostní aplikace.
Pátá část pojednává o možnostech emulace bezkontaktních čipových karet po-
mocí zařízení s Androidem a NFC.
V šesté části práce jsou rozebrány možnosti provádění modulárních aritmetických
operací s čísly o velké bitové délce a možnostech měření výkonové náročnosti těchto
operací.
Sedmá část stručně popisuje protokol HM12 a jeho možnosti použití.
V osmé části je analýza výsledků výkonnostního měření modulárních operací pro
různé bitové délky na různých zařízeních.
Poslední, devátá část popisuje implementaci kryptografického protokolu HM12
a HM14 a navrhuje schéma pro zabezpečené uložení kryptografických klíčů proto-
kolů. Zobrazuje výsledky pomocí QR kódu a dále popisuje emulaci bezkontaktních
čipových karet s těmito protokoly.
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1 ANDROID OS
Android [1] je mobilní operační systém, který bývá převážně nainstalován na mobil-
ních telefonech a tabletech. Jedná se o open source systém vytvářený Open Handset
Alliance, což je nezisková skupina organizací s cílem definovat otevřené standardy
pro mobilní zařízení. Hlavním tvůrcem systému je společnost Google.
Vývoj aplikací pro Android probíhá převážně v jazyce Java, kód v tomto jazyce je
přeložen do Java bytecode, který je následně převeden na Dalvik bytecode a spuštěn
na Dalvik VM (virtual machine). Jedná se tedy o jazyk interpretovaný.
Android je průběžně vyvíjený systém, který byl během svého vývoje vydán v ně-
kolika verzích. Jedním z problémů je, že aktualizace zařízení na novou verzi probíhá
opožděně nebo vůbec. Proto je při vývoji bezpečnostních aplikací důležité znát,
které bezpečnostní prvky jsou dostupné v příslušné verzi systému a jak je daný sys-
tém rozšířen. Tab. 1.1 zobrazuje rozšířenost jednotlivých verzí systému k 1. 5. 2014.
Data jsou získávána v sedmidenních intervalech ze zařízení, která se připojí ke službě
Google Play Store [2].
Tab. 1.1: Verze systému Android
Verze systému API Kódové označení Vydání Rozšířenost
Android 4.4 19 KitKat 2013, říjen 8,5 %
Android 4.3 18 Jelly Bean 2013, červen 8,5 %
Android 4.2.x 17 Jelly Bean 2012, listopad 18,8 %
Android 4.1.x 16 Jelly Bean 2012, červen 33,5 %
Android 4.0.3 - 4.0.4 15 Ice Cream Sandwich 2011, prosinec 13.4 %
Android 3.2 13 Honeycomb 2011, červen 0,1 %
Android 2.3.3 - 2.3.7 10 Gingerbread 2011, únor 16,2 %
Android 2.2.x 8 Froyo 2010, květen 1,0 %
Všechny nové funkce, které byly přidány do systému v určité verzi, jsou pak
dostupné ve vyšších verzích. Z tab. 1.1 je patrné, že v současné době 16,2 % zařízení
má verzi systému vydanou v únoru 2011. Musíme zvážit, zda pro nejnižší verzi
s významným rozšířením na trhu lze vyvinout dostatečně bezpečnou aplikaci.
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2 BEZPEČNOST SYSTÉMU ANDROID
Bezpečnost systému [3] je zajištěna pomocí robustního víceúrovňového návrhu celé
platformy, který bude podrobněji rozebrán níže. Systém je navržen s ohledem na
vývojáře i uživatele. Z pohledu vývojáře lze bezpečnost aplikace ovlivnit flexibilním
nastavením bezpečnostních prvků, pokud je potřeba dosáhnout vyšší bezpečnosti.
Případně se lze spolehnout i na bezpečné výchozí nastavení.
2.1 Základy systému
Základními bloky platformy Android jsou:
• Hardware zařízení: Android může běžet na široké škále zařízení. A to z po-
hledu účelu zařízení (mobil, tablet, chytrá televize, netbook, e-book reader. . . ),
nebo z pohledu hardware zařízení. Jedná se o systém nezávislý na architek-
tuře procesoru (ARM, x86), který je schopen využívat specifické vlastnosti
konkrétní platformy jako například ARM v6 eXecute-Never.
• Operační systém: Android je postaven na linuxovém jádře. Všechny zdroje
zařízení (fotoaparát, GPS systém, telefonní systém, senzory. . . ) jsou dostupné
přes operační systém.
• Aplikační běhové prostředí: Jak již bylo zmíněno v kap. 1, nejčastěji se
aplikace programují v jazyce Java a jsou interpretovány pomocí Dalvik VM.
Nicméně při programování lze používat i nativní kódy a knihovny. Nativní
i interpretovaný kód běží ve stejném bezpečnostním prostředí, které je obsa-
ženo v Aplikačním sandboxu. Aplikace mohou přistupovat a zapisovat pouze
k určité části úložiště, které je vyhrazeno pouze jim.
Základ systému rozšiřují aplikace:
• Předinstalované aplikace: Jedná se o aplikace, které jsou součástí systému
daného zařízení. Tyto aplikace jsou buď součástí open source platformy, nebo
jsou vyvinuty výrobcem zařízení. Mají poskytovat hlavní funkcionalitu zaří-
zení: telefonování, SMS zprávy, email, internetový prohlížeč, budík. . .
• Uživatelem instalované aplikace: Ostatní aplikace, které si uživatel nain-
staluje na zařízení, a to buď přímo z instalačního souboru, nebo přes obchod
s aplikacemi. Mezi nejznámější obchod patří Google Play Store.
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Cloudové služby, které poskytuje Google:
• Google Play: Je sada služeb, které umožňují uživatelům jednoduše hledat
a instalovat aplikace a které umožňují vývojářům jednoduše aplikace publiko-
vat a případně prodávat. Umožňuje také komunikaci mezi uživatelem a vývo-
jářem.
• Update Service: Tato služba umožňuje aktualizaci zařízení pomocí tzv. OTA
aktualizací (aktualizace pomocí bezdrátových sítí) nebo pomocí počítače.
• Application Services: Služby umožňující aplikacím využívat specifických
cloudových možností, jako například zálohování dat aplikace, push zpráv. . .
2.2 Přehled bezpečnostního modelu
Při vývoji bezpečnostního modelu byly analyzovány ostatní operační systémy k od-
halení jejich bezpečnostních problémů. Při tvorbě bezpečnostního modelu pro An-
droid bylo zohledněno několik kritérií pro vytvoření co nejbezpečnějšího systému.
Využívá se například faktu, že Android je open source projekt, proto může být jeho
zdrojový kód analyzován mnoha nezávislými subjekty. A v případě, že je bezpeč-
nostní chyba nalezena, pracuje se na její co nejrychlejší opravě.
Android se svým bezpečnostním modelem zaměřil na několik kritérií:
• chránit uživatelská data;
• chránit systémové zdroje;
• poskytovat izolaci jednotlivých aplikací.
K dosažení těchto kritérií Android poskytuje tyto hlavní bezpečnostní opatření:
• vysoká bezpečnost na úrovni OS pomocí linuxového jádra;
• povinný sandbox pro všechny aplikace;
• zabezpečená meziprocesová komunikace;
• certifikace aplikací;
• aplikací definované a uživatelem potvrzené oprávnění.
V následujících sekcích budou i další bezpečnostní vlastnosti systému. Na obr. 2.1
[3] jsou zobrazeny jednotlivé části systému. Každá část předpokládá, že všechny
nižší části jsou správně zabezpečeny. Kromě malé části kódu s root oprávněním je



















































Obr. 2.1: Vrstvy systému Android
2.3 Bezpečnost systému a jádra
Základem operačního systému Android je linuxové jádro a jeho bezpečnostní prvky
a zabezpečená meziprocesová komunikace. Ta umožňuje komunikaci mezi aplika-
cemi, které běží v jiném procesu. Tato bezpečnostní opatření zajišťují, že i nativní
kód běží uvnitř aplikačního sandboxu se stejnou bezpečností jako kód interpreto-
vaný. Díky tomu může systém bránit v poškození nebo napadení ostatních aplikací,
systému nebo samotného zařízení.
2.3.1 Bezpečnost linuxového jádra
Jak již bylo zmíněno, základem systému Android je linuxové jádro. To je díky své
rozšířenosti a mnohaletému nasazení na spoustě bezpečnostních aplikací považováno
za bezpečné.
Linuxové jádro poskytuje systému Android několik klíčových bezpečnostních
funkcí, které jsou relevantní pro mobilní operační systém:
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• uživatelem potvrzované oprávnění;
• izolace procesů;
• mechanizmy pro bezpečnou meziprocesovou komunikaci;
• možnost vyjmout nepotřebné a potenciálně nebezpečné části jádra.
Linux je multi-uživatelský operační systém, který odděluje jednotlivé uživatele od
sebe a chrání jejich zdroje:
• zabraňuje uživateli A číst data uživatele B;
• zajišťuje, že uživatel A nebude používat paměť uživatele B;
• zajišťuje, že uživatel A nebude používat procesorový čas uživatele B.
2.3.2 Aplikační sandbox
Každá aplikace má přiřazený vlastní unikátní user ID a běží jako samostatný proces.
Tím je dosaženo aplikačního sandboxu na úrovni jádra. Tento přístup je odlišný od
ostatních operačních systémů, kde více aplikací běží pod stejným user ID. Díky tomu
může mít každá aplikace vlastní sadu oprávnění.
V základním nastavení má aplikace omezený přístup k operačnímu systému
a jeho zdrojům. Díky sandboxu na úrovni jádra běží všechen software nad jádrem
(vztaženo k obr. 2.1) uvnitř sandboxu včetně systémových knihoven, aplikačního
frameworku, běhového prostředí. Díky tomu není potřeba využívat speciálních fra-
meworků nebo API (Application Programming Interface) k dosažení bezpečnosti.
Oddělení všech aplikací do samostatných sandboxů napomáhá minimalizovat
škody, které může případný škodlivý kód způsobit. Aplikace má přístup jenom k těm
zdrojům, ke kterým má oprávnění.
Stejně jako veškerá bezpečnostní opatření není sandbox neprolomitelný, ale k na-
rušení jeho bezpečnosti je potřeba přepsat jádro sytému.
2.3.3 Přístup do souborového systému
V systému na linuxové bázi nemůže uživatel číst nebo upravovat soubory jiného uži-
vatele, pokud k tomu nemá oprávnění. Jelikož každá aplikace běží jako samostatný
uživatel, soubory používané aplikací nemůže číst nebo měnit jiná aplikace.
2.3.4 Kryptografie
Android obsahuje několik kryptografických API, které obsahují implementaci stan-
dardních a běžných kryptografických primitiv (AES, RSA, DSA, SHA. . . ). Dále jsou
k dispozici API pro protokoly SSL a HTTPS. Od Android verze 4.0 je k dispozici
nové API pro ukládání privátních klíčů a certifikátů aplikace.
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2.3.5 Root zařízení
V defaultním nastavení má root oprávnění pouze jádro systému a malá část systé-
mových aplikací. Systém nebrání aplikacím s root oprávněním, aby měnily jádro,
systém nebo jinou aplikaci. Stejně tak má přístup ke všem aplikacím a jejich datům.
Proto přidělení root oprávnění aplikacím třetích stran vnáší do systému významnou
bezpečnostní slabinu.
Jelikož je Android open source, lze na některých zařízeních odemknout bootlo-
ader a nahrát jiný operační systém nebo jinou verzi systému Android. Tyto verze
systému Android mohou umožňovat uživatelům přidělit aplikacím root oprávnění,
ať už za účelem vývoje a testovaní, nebo získání funkcionality, kterou systém de-
faultně nepodporuje. U většiny zařízení lze bootloader odemknout pomocí počítače
a zařízení připojeného pomocí usb kabelu. Tím ve většině případů dojde k porušení
záručních podmýnek. Aby se zabránilo případnému zneužití dat na zařízení, ode-
mknutí bootloaderu způsobí jejich vymazání. Nicméně root opravnění získané po-
mocí chyby jádra nebo bezpečnostní slabiny může obejít tento mechanizmus a získat
tak přístup k datům a aplikacím na zařízení.
Pro ochranu soukromých a cenných dat, jako například bezpečnostního klíče
pro využití NFC plateb pomocí Google wallet, je potřeba použít zabezpečeného
mechanizmu navrženého pro ukládání citlivých dat. O těchto mechanizmech bude
pojednávat následující kapitola.
2.3.6 Šifrování systémového oddílu
Od Android verze 3.0 lze na zařízení provést šifrování systémového oddílu [4]. Data
jsou šifrována pomocí algoritmu AES128 s CBC a ESSIV:SHA256. Šifrovací klíč je
chráněn pomocí AES128, který používá klíč vytvořený pomocí uživatelského hesla.
Pro zvýšení bezpečnosti, se používá standardního PBKDF2 algoritmu, solení hesla
a SHA1 hash. Aby se omezila možnost použití slovníkových útoků, umožňuje An-
droid nastavení pravidel na složitost hesla a vynucení použití šifrování zařízení. Obě
tyto vlastnosti může nastavit administrátor zařízení.
Šifrování zařízení je také ochrana při odcizení nebo ztrátě zařízení. Případný
útočník se tak k datům dostane až ve chvíli, kdy bude znát heslo.
2.3.7 Administrátor zařízení
Od verze 2.2 je v systému Device Administrator API, které umožňuje nastavení
zařízení na systémové úrovni. Může vynucovat šifrování zařízení, nastavování kritérií
pro hesla, vzdáleně smazat data na zařízení. . . Tato nastavení se pak dají aplikovat
na skupinu zařízení (například pro firmy).
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2.4 Bezpečnost aplikací
Jak již bylo zmíněno, každá aplikace běží ve svém vlastním sandboxu, který ji oddě-
luje od systému a ostatních aplikací. V základu má aplikace přístup pouze k omeze-
nému množství systémových zdrojů. Omezení a správa zdrojů, ke kterým má aplikace
přístup, vede k tomu, že pokud by aplikace chtěla některý ze systémových zdrojů
použít nevhodně nebo za účelem napadení systému, musela by k němu mít přístup.
Omezení jsou dosažena několika způsoby. Jedním z nich je záměrně nevytvořené
API pro komunikaci a obsluhu příslušného zdroje, například v systému není žádné
API pro přímou komunikaci se SIM kartou v zařízení. Dalším způsobem je oddělení
jednotlivých aplikací jako samostatných uživatelů. A jedním z nejdůležitějších způ-
sobů je chránění důležitých systémových zdrojů pomocí systému oprávnění, který
umožní přístup k těmto zdrojům pouze aplikacím, kterým uživatel důvěřuje.
2.4.1 Oprávnění aplikací
Hlavní systémové zdroje, které jsou chráněny pomocí oprávnění, jsou:
• funkce fotoaparátu;
• informace o poloze uživatele (například GPS);
• Bluetooth komunikace;
• telefonní funkce;
• přístup a ovládání SMS/MMS zpráv;
• přístup k internetu;
• čtení/zápis dat.
Tyto systémové zdroje jsou dostupné pouze přes operační systém. Aby je aplikace
mohla využívat, je třeba v aplikaci vyžádat přístup k těmto zdrojům. Při instalaci
aplikace je uživateli zobrazen dialog se seznamem oprávnění, které aplikace pro svůj
chod potřebuje. Uživatel tedy před instalací aplikace zná všechny zdroje, ke kte-
rým chce aplikace přistupovat, a může jí přidělit přístup k těmto zdrojům a zvolit
aplikaci nainstalovat nebo nenainstalovat. Aplikace si žádá oprávnění pouze při in-
stalaci a tato oprávnění jsou aplikaci přidělena až do její odinstalace. Na obr. 2.2
je ukázka, jak systém zobrazuje seznam požadovaných oprávnění; vlevo se jedná
o instalaci aplikace z úložiště zařízení, vpravo o instalaci pomocí obchodu Google
Play. Pokud dochází k aktualizování aplikace na novou verzi a tato verze potřebuje
přístup k jiným nebo novým zdrojům, je znovu zobrazen dialog a uživatel musí po-
tvrdit oprávnění na nové zdroje, aby mohla být aplikace aktualizována. Systémové
aplikace mají oprávnění přidělena a uživatel je nemusí schvalovat. V nastavení te-
lefonu je dostupný seznam všech aplikací na daném zařízení a pro každou aplikaci
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jsou dostupné její oprávnění. Některé zdroje mohou být vypnuty globálně na celém
zařízení (WiFi, GPS, mobilní síť. . . ) a aplikace k nim nemá přístup, i když má pří-
slušné oprávnění. Tyto systémové zdroje jsou dostupné pouze přes operační systém.
Aby je aplikace mohla využívat, je třeba v aplikaci vyžádat přístup k těmto zdro-
jům. Při instalaci aplikace je uživateli zobrazen dialog se seznamem oprávnění, které
aplikace pro svůj chod potřebuje. Uživatel tedy před instalací aplikace zná všechny
zdroje, ke kterým chce aplikace přistupovat, a může jí přidělit přístup k těmto zdro-
jům a zvolit aplikaci nainstalovat nebo nenainstalovat. Aplikace si žádá oprávnění
pouze při instalaci a tato oprávnění jsou aplikaci přidělena až do její odinstalace.
Na obr. 2.2 je ukázka, jak systém zobrazuje seznam požadovaných oprávnění; vlevo
se jedná o instalaci aplikace z úložiště zařízení, vpravo o instalaci pomocí obchodu
Google Play. Pokud dochází k aktualizování aplikace na novou verzi a tato verze
potřebuje přístup k jiným nebo novým zdrojům, je znovu zobrazen dialog a uživa-
tel musí potvrdit oprávnění na nové zdroje, aby mohla být aplikace aktualizována.
Systémové aplikace mají oprávnění přidělena a uživatel je nemusí schvalovat. V na-
stavení telefonu je dostupný seznam všech aplikací na daném zařízení a pro každou
aplikaci jsou dostupné její oprávnění. Některé zdroje mohou být vypnuty globálně
na celém zařízení (WiFi, GPS, mobilní síť. . . ) a aplikace k nim nemá přístup i když
má příslušné oprávnění.
V případě, že se aplikace pokouší přistupovat ke zdrojům, ke kterým nemá opráv-
nění, je aplikaci vrácena bezpečnostní výjimka.
2.4.2 Komunikace mezi procesy
Procesy mohou používat pro svou komunikaci všechny standardní linuxové způsoby,
nicméně vždy je kontrolováno, jestli mají příslušná oprávnění. Systém Android také
přidává nové způsoby meziprocesové komunikaci:
• Binder: jednoduchá třída založená na vzdáleném volání metod, navržena pro
rychlé provádění meziprocesových volání.
• Intents: jsou jednoduché zprávy, které se vysílají se záměrem provést určitou
operaci. Například, pokud určitá aplikace chce zobrazit konkrétní webovou
stránku ,pošle intent se zprávou pro otevření webového prohlížeče a adresou.
Dále se intenty používají k vysílaní zpráv skrze celý systém (obdoba broadcastu
v počítačové síti), tyto zprávy mohou obsahovat například údaje ze senzorů,
úroveň baterie. . .
• ContentProviders: slouží ke sdílení dat mezi aplikacemi (například tele-
fonní seznam). Aplikace může vytvářet vlastní ContentProviders a přistupovat
k ContentProviders ostatních aplikací.
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Obr. 2.2: Zobrazení seznamu potřebných oprávnění
2.4.3 Přístup ke kartě SIM
Uživatelem instalované aplikace nemají přímý přístup ke kartě SIM. Operační sys-
tém provádí veškerou komunikaci se SIM kartou, včetně čtení kontaktů na ní ulo-
žených. Uživatelem instalované aplikace také nemají přístup k AT příkazům, které
zpracovává výhradně Radio Interface Layer.
2.5 Aktualizace systému
Android poskytuje aktualizace systému z důvodu rozšíření funkčnosti a zvýšení bez-
pečnosti. Pokud je objevena bezpečnostní slabina, která je nahlášena Googlu nebo
Android Open Source Project (AOSP), bezpečnostní tým Androidu začne s násle-
dujícím procesem:
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1. Android tým začne se společnostmi, kterých se týká problém, jednat o jeho
opravě. Všechny společnosti musejí mít podepsánu smlouvu o mlčenlivosti.
2. Daná společnost začne pracovat na opravě problému.
3. Android tým upraví všechny části AOSP, kterých se týkají dané opravy.
4. Až je oprava dostupná, je poskytnuta zpět společnostem, jejichž kódu se
úpravy týkaly.
5. Android tým vydá aktualizaci v Android Open Source Project.
6. Výrobci zařízení poskytnou aktualizaci pro zařízení.
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3 UKLÁDÁNÍ CITLIVÝCH DAT
Android poskytuje několik způsobů, jak ukládat data, můžeme je ukládat přímo do
úložiště zařízení nebo můžeme použít speciální úložiště pro citlivá data [5, 6].
3.1 Úložiště zařízení
Úložiště zařízení se dělí na vnitřní a externí. U starších zařízení, jejichž úložiště
mělo velmi malou kapacitou (několik stovek MB), bylo celé toto úložiště použito
jako vnitřní a jako externí úložiště sloužila SD karta. Pokud mělo zařízení větší
úložiště (od jednotek GB a více), bývá toto úložiště rozděleno na vnitřní a externí
(označováno jako sdcard0) a případná SD karta je označována jako sdcard1. Proto
i zařízení, které nemají podporu pro SD kartu, mají úložiště rozdělené na vnitřní
a externí.
3.1.1 Vnitřní úložiště
Vnitřní úložiště slouží pro data aplikací. Každá aplikace má své vlastní. Ostatní
aplikace k němu nemají přístup. V případě, že aplikace má root oprávnění, může
přistupovat k úložištím ostatních aplikací. V případě krádeže nebo ztráty zařízení lze
u některých zařízení získat root oprávnění pomocí bezpečnostní chyby bez vymazání
dat. Proto se vnitřní úložiště na ukládání citlivých dat nehodí.
3.1.2 Externí úložiště
Externí úložiště je pro celé zařízení společné. Aplikace, která má oprávnění pro
přístup k vnějšímu úložišti, může přistupovat ke všem datům na tomto úložišti. Proto
je potřeba při čtení těchto dat provést ověření, zda s nimi nebylo manipulováno.
Jelikož data na úložišti nejsou standardně nijak zabezpečena, nehodí se toto úložiště
pro ukládaní citlivých dat.
3.1.3 Šifrování dat před jejich uložením
Jednou z možností, jak zabezpečit citlivá data uložená na místě, ze kterého mohou
být eventuálně získána, je jejich šifrování. Jak již bylo řečeno, Android podporuje
standardní algoritmy pro šifrování. Problémem je, že k rozšifrování dat musí exis-
tovat klíč. Pokud tento klíč uložíme společně s šifrovanými daty, není pro útočníka
problém podle něj data rozšifrovat.
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Jednou z možností je uložit šifrovací klíč do kódu aplikace, čímž nebude pro
případnou škodlivou aplikaci viditelný. Případný útočník ale může zpětně z insta-
lačního souboru aplikace získat její zdrojový kód, ve kterém daný klíč může najít.
Tento klíč pak slouží k rozšifrovaní dat všech instalací aplikace a je tudíž vhodný
i k hromadným útokům. Použitím metod, které v daném kódu změní názvy pro-
měnných, konstant, metod, tříd. . . a které činí kód hůře čitelným, lze získání klíče
pouze ztížit. Tato metoda tedy není vhodná.
Další z možností je vyzvat uživatele k zadání klíče při použití aplikace, nebo
daný šifrovací klíč odvozovat od hesla/pinu, který uživatel zadá při použití. Napří-
klad pomocí PBKDF2 algoritmu s dostatečně vysokou hodnotou iterací a náhodně
generovanou solí, kterou uložíme spolu s šifrovanými daty. Tímto způsobem se pří-
padné prolomení šifrovaných dat značně ztíží. Odolnost proti prolomení je závislá
na síle přístupového hesla/pinu, kterou lze vyžadovat v aplikaci při jejím vytváření.
Takto uložená data se stále dají ze zařízení zkopírovat a případně se je pokusit
prolomit, například metodou hrubé síly. Jak již bylo zmíněno, přesný typ šifrovacího
algoritmu se dá zjistit z instalačního souboru aplikace. Největším problémem je, že
data může škodlivá aplikace zkopírovat bez vědomí jejich vlastníka.
Žádat zadaní přístupového hesla/pinu při každém použití aplikace je vhodné
pouze pro určité typy aplikací, a i tak je to uživatelsky velmi nepřívětivé.
Jelikož veškeré operace s citlivými daty probíhají na aplikační úrovni, při jejich
načtení do operační paměti je zde riziko, že budou z paměti také zkopírována.
3.2 Android Key Store
Od verze 4.0 [7] Android umožňuje přístup ke chráněnému úložišti. Před touto verzí
úložiště sloužilo pouze k ukládaní certifikátů a klíčů pro VPN. Toto nové API umož-
ňuje nahrávat do zařízení certifikáty a jejich klíče.
3.2.1 Základní funkce API
API přidává do systému správu certifikátů [8, 9, 10]. Pokud v aplikaci načteme
certifikát, je zobrazena systémová obrazovka, která umožňuje zadání případného
klíče k certifikátu, jeho pojmenování a instalaci.
3.2.2 Bezpečnost uložených dat
Pro přístup do chráněného úložiště je nutné, aby zařízení bylo chráněno pomocí
zámku obrazovky s použitím hesla nebo pinu. Přímo z aplikace lze otestovat, zda je
zámek obrazovky nastaven a případně spustit standardní dialog pro jeho nastavení.
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Data uložená v chráněném úložišti jsou uložena ve vnitřním úložišti zařízení (ne-
jedná se o úložiště aplikace), kam aplikace s root oprávněním může přistupovat. Jsou
šifrována pomocí 128 bitového AES algoritmu s CBC. Klíč k jejich rozšifrování se
nazývá masterkey a je také šifrován pomocí AES algoritmu. Je odvozen z hesla/pinu
zámku obrazovky pomocí PBKDF2 funkce s 8192 iteracemi a náhodně generovanou
solí. Data v šifrované podobě jsou tedy uložena na místě, kam může případná škod-
livá aplikace s root oprávněním přistupovat a data případně zkopírovat. Stále ale
bude potřeba uhodnout heslo/pin, pomocí kterého je masterkey odvozen. Použi-
tím 8192 iterací je hádání všech klíčů výpočetně (časově) náročné a díky náhodně
generované soli se zamezí použití slovníkových útoků.
I v tomto případě je bezpečnost závislá na síle hesla/pinu, z úrovně aplikace ji
ale nejsme schopni nijak ovlivnit. Při použití pinu je minimální délka 4 numerické
znaky. Ovlivnit délku nebo sílu hesla/pinu je může pouze administrátor zařízení,
což pro konkrétní, například korporátní, aplikace nemusí být problém. Stejně jako
v předchozí části jsou data chráněna klíčem, který je odvozen z uživatelem zadaného
hesla/pinu. V tomto případě je heslo/pin zadáván při každém odemknutí zařízení,
což pro některé uživatele může být vlastnost, díky níž nebudou chtít aplikaci po-
užívat. Toto řešení ale přidává bezpečnostní prvek do celého zařízení a pokud už
uživatel nějakou aplikaci vyžadující zámek obrazovky používá, zadává pin jenom
jednou. Nicméně pro některé typy aplikací to není uživatelsky přívětivý přístup,
například pokud budeme chtít použít zařízení místo přístupové karty.
3.2.3 Nestandardní funkce API
Standardní API nám umožňuje pouze manipulovat s certifikáty a jejich klíči. Pokud
přistoupíme přímo k systémové službě [11], jsme schopni ukládat do chráněného
úložiště i vlastní data. Například vlastní klíče, přístupové tokeny. . . Pro tento přístup
používáme nestandardní API, které se může s novou verzí systému změnit, proto je
potřeba této metody využívat s opatrností a pouze k testovacím účelům.
3.2.4 Vylepšení v Androidu 4.3
Ve verzi 4.3 [12] bylo přidáno nové API pro komunikaci s chráněným úložištěm. Jsou
dva typy chráněného úložiště Software-Backed a Hardware-Backed, schéma je zná-
zorněno na obr. 3.1. Software-Backed úložiště ukládá data stejným způsobem jako
v předchozích verzích systému. Hardware-Backed úložiště používá speciální hard-
warový modul pro ukládání dat. Toto API umožňuje aplikaci zjistit, zda na daném
















Obr. 3.1: Schéma Software-Backed a Hardware-Backed úložiště
Nové API umožňuje provádět operace s RSA algoritmem [13, 14]: vytváření a im-
portování klíčů, šifrování/dešifrování a podepisování/ověřování dat. V případě, že je
přítomno Hardware-Backed úložiště, jsou tyto operace prováděny v zabezpečeném
běhovém prostředí mimo hlavní OS. Takže RSA klíč vygenerovaný v zařízení, nikdy
neopustí toto oddělené běhové prostředí. V Androidu 4.3 je toto úložiště definováno
a není závislé na konkrétním bezpečnostním hardware, na kterém běží.
Klíče jsou zde uloženy šifrovaně v zařízení, reference na ně a klíč k jejich rozšif-
rování je součást hardwarového modulu, čímž dosáhneme mnohem vyšší bezpečnost
než v případě softwarového uložení těchto dat. Klíč k rozšifrování a dané RSA klíče
neopustí zabezpečené běhové prostředí. Pokud bude bezpečnostní chyba v zabezpe-
čeném běhovém prostředí nebo v některé z jeho aplikací, bylo by teoreticky možné
tento klíč získat. Stejně tak se hledají způsoby, jak tento klíč získat ze zařízení, ke
kterému je fyzický přístup. Nicméně ochrana pro použití tohoto úložiště je pomocí
UID (user id). Dané klíče může používat pouze uživatel (aplikace), který je vytvořil.




Secure Element (SE) je čip, na kterém běží applety čipových karet [15]. Jedná se
o malý, jednočipový počítač, obsahující CPU, RAM, ROM, EEPROM, I/O porty
a kryptografický co-procesor, který má implementovány běžné algoritmy jako DES,
AES a RSA. SE má jednoduchý multi-aplikační OS, který využívá hadrwarovou
podporu ochrany paměti zajišťující, že data aplikací jsou dostupná pouze aplikaci,
která je vytvořila. SE může být na zařízení:
• na SIM kartě;
• na SD kartě;
• na NFC čipu.
Smart Card (čipová karta) je technologie, která se používá již dlouhou dobu a jejich
bezkontaktní varianta pro komunikaci používá stejnou technologii jako NFC v tele-
fonu. Proto je teoreticky možné pomocí SE a NFC emulovat jakoukoliv běžně použí-
vanou bezkontaktní kartu. SE je svým odděleným bezpečným běhovým prostředím
vhodný pro bezpečné provádění kryptografických operací a ukládání citlivých dat.
4.1 SE na SD kartě
Použitím Advanced Security SD karty (SD karta s implementovaným SE) a speci-
ální verze OS, například verzi z projektu SEEK for Android [16], můžeme k SE na
SD kartě přistupovat pomocí SmartCard API. Problémem je, že u některých nových
zařízení se již slot na SD kartu nevyskytuje a výrobců, kteří na tento trend přistou-
pili, přibývá. Další problém je, že aplikace, která by používala SE na SD kartě, by
mohla být pouze pro určitou skupinu, která by měla zařízení s takovou SD kartou.
4.2 SE na NFC čipu
Tento SE je součástí NFC čipu [17] z důvodu jejich vzájemné komunikace. Ne
všechna zařízení, která jsou vybavena NFC čipem, mají na tomto čipu SE.
4.2.1 NFC podrobněji
NFC má tyto základní módy [18]:
• Reader/writer: pro přístup k externím NFC tagům;
• P2P: pro výměnu dat mezi dvěma NFC zařízeními, Android Beam;
• Card emulation: umožňuje emulovat standardní bezkontaktní kartu.
28
SE je ke kontroléru NFC připojen pomocí jednoduchého SignalIn/SignalOut připo-
jení. Jsou podporovány tři typy připojení. V módu off neprobíhá žádná komunikace
s SE. V módu wired je SE připojený k operačnímu systému, jako by to byla bez-
kontaktní čipová karta připojená k bezdrátovému rozhraní. V módu virtual je SE
napojen na NFC a zařízení se potom chová jako standardní bezkontaktní karta. SE
nemůže komunikovat více módy současně.
4.2.2 Přístup k SE
Před Androidem 4.0.4 byl přístup k SE možný pouze pro aplikace, které byly pode-
psány klíčem výrobce zařízení. Od Androidu 4.0.4 je přístup k SE omezen seznamem
aplikačních certifikátů, které k němu mohou přistupovat. Stále se jedná o položku,
která nemůže být změněna aplikací, ale tuhle změnu lze distribuovat pomocí OTA
aktualizace zařízení. Tato aktualizace by znamenala dohodu s Googlem a ostatními
výrobci zařízení. Nicméně pro testovací účely lze pomocí root oprávnění změnit daný
soubor a přidat do seznamu vlastní aplikaci.
Příslušné API pro přístup k SE není součástí standardního SDK, při vývoji
alikace je potřeba jej dodat.
Pokud máme k dispozici příslušné API a aplikace je přidána na seznam aplikací,
které mají přístup, můžeme k SE přistupovat a zkoumat jeho obsah. A to je vše, co
můžeme dělat, pro instalaci/změnu/odebrání jakéhokoli appletu potřebujeme Card
Manager klíče. Tyto klíče ale nejsou k dispozici. A v současné době není způsob, jak
je oficiálně či neoficiálně získat.
4.2.3 Možnosti budoucího přístupu k SE
Jak již bylo zmíněno, použití vlastních appletů v SE není v současné době možné.
Systém pro vzdálené nahrání schváleného appletu ale již existuje a funguje. V apli-
kaci Google Wallet, která slouží k NFC platbám, je tento systém implementován
a provozován. Po instalaci aplikace se do SE zabezpečeně stáhnou příslušné applety.
Toto schéma by bylo potřeba rozšířit o ostatní výrobce zařízení s Androidem, aby
mohla být vytvořena platforma, která by umožnila použivat SE v aplikacích třetích
stran.
V současné době žadná taková platforma neexistuje a ani se nemluví o žádné,
která by vznikla v dohledné době. V Android verze 4.4 byla přidána možnost soft-
warové emulace bezkontaktních karet. Ta neřeší bezpečnostní hlediska jako uložení
klíčů a provedení kryptografických operací mimo hlavní OS. Dá se předpokládat, že
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pokud by Google plánoval vytvoření platformy pro přístup k SE, nemusel by se za-
bývat vývojem softwarové emulace. Další špatnou zprávou je, že od SE v NFC čipu
se pravděpodobně začíná upouštět a nová zařízení, Nexus 7 2013 edition a Nexus 5,
tento způsob implementace SE nemají.
4.3 SE na kartě SIM
SIM karta neboli UICC karta (Universal Integrated Circuit Card) je ve většině
zařízení, na kterých běží systém Android [19]. Mobilní telefon používá SIM kartu
ke své hlavní funkci a tablety jsou často vybavovány SIM kartou pro přístup na
internet. SIM je standardní čipová karta a obsahuje informace a applety potřebné
pro používání mobilních sítí. Applety pro karty SIM se programují v jazyce Java.
4.3.1 Přístup k SIM
Jak již bylo zmíněno, nízkoúrovňový přístup k SIM kartě není dostupný pro apli-
kace třetích stran, veškerá komunikace probíhá přes RIL (Radio Interface Layer),
který komunikuje se SIM kartou. Komunikuje pomocí knihovny, která je závislá na
konkrétním hardwaru GSM modulu. Tato knihovna nemusí podporovat všechny po-
třebné příkazy pro komunikaci se SIM. Stejně tak nejsou v systému dostupné API,
které by případné příkazy umožňovaly vykonat v aplikacích třetích stran.
Proto je potřeba upravit specifickou knihovnu pro zařízení a přidat do systému
potřebná API. Již zmíněný SEEK for Android [16] poskytuje tyto úpravy pro různá
zařízení. Je potřeba mít v zařízení nainstalovanou jinou verzi systému. Někteří vý-
robci zařízení, převážně Samsung, poskytují tyto funkcionality na vybraných zaříze-
ních standardně [20].
4.3.2 Přístup na SE
Na běžně používané SIM karty od operátorů nemůžeme instalovat vlastní applety
bez znalostí klíčů pro přístup. Nicméně SIM karty mají možnost instalovat nové
applety pomocí OTA aktualizace (jedná se o aktualizaci pro SIM, nejedná se o ak-
tualizaci systému). Platforma pro používání SE na SIM již také existuje.
4.3.3 Možnosti budoucího přístupu k SE
Na rozdíl od SE na NFC jsou v případě SE na SIM lepší vyhlídky na používání
SE aplikacemi třetích stran. Zařízení, která podporují komunikaci se SIM, přibývá
a u většiny zařízení je zprovoznění této funkce hardwarově možné. Je zde problém
s přístupem na SE, ale i v tomto směru nastává v poslední době pozitivní vývoj.
30
I v Česku [21] se rozšiřuje platba mobilem pomocí NFC. V současné době tuto
službu zaštiťuje oprátor O2, banky a MasterCard. V této službě se využívá tele-
fonů, které mají standardně přístup na SIM, a operátor dodává speciální SIM karty,
na jejichž SE jsou uchovány platební informace. Jedná se spolupráci velkých vý-
robců zařízení se společností MasterCard, nadnárodním operátorem O2 a bankami.
Přestože za touto službou stojí několik velkých korporací, můžeme to považovat za
pozitivní vývoj.
Jak již bylo zmíněno, některá zařízení standardně SIM kartu nemají, například
tablety, ale u zařízení velikosti tabletu se nedá předpokládat, že by jej uživatel
používal jako náhradu za bezkontaktní karty. Nicméně pokud zařízení SIM kartu




Jak již bylo zmíněno v kapitole 4.2, technologie NFC komunikuje pomocí stejné
technologie jako bezkontaktní čipové karty a ve spojení s SE ji může emulovat.
Tato kapitola pojednává o možnostech použití Host-based Card Emulation (HCE)
[18, 22], což je nový způsob emulování bezkontakních čipových karet bez použití SE.
Toto API bylo představeno v systému verze 4.4.
5.1 Rozdíl mezi HCE a emulací pomocí SE
Na obr. 5.1 je znázorněn rozdíl mezi emulací pomocí SE (vlevo) a pomocí HCE
(vpravo). Při použití SE jsou data z čtečky karet (terminálu) posílaná přímo do SE
a veškerá komunikace pak probíhá pouze s SE. Po ukončení komunikace je možné
uživateli zobrazit informace o komunikaci.
Při použití HCE jsou data posílaná přímo do hlavního běhového prostředí a ná-
sledně příslušné aplikaci. Veškerá komunikace pak probíhá s danou aplikací.
Host CPU







Obr. 5.1: Schéma emulace pomocí SE a pomocí HCE
5.2 Princip HCE
HCE je v systému Android postaveno na třídě Service, tato třída slouží k vyko-
návání procesů na pozadí bez uživatelského rozhraní. Díky tomu lze pomocí HCE
emulovat čipové karty s různým typem použití. A v případě, že je potřeba uživatele
informovat, případně žádat potvrzení určité akce, může služba zobrazit příslušné
uživatelské rozhraní.
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5.2.1 Výběr služby k emulaci
Když se zařízení pro emulaci přiblíží ke čtečce, je potřeba mechanizmus na roz-
poznání, kterou službu spustit. Využívá se zde ISO/IEC 7816-4 specifikace, která
definuje způsob, jak vybrat příslušnou službu.
Používá se Application ID (AID), což je unikátní až 16-ti bytový identifikátor
aplikace. Pokud emulujeme stávající protokol, je potřeba použít AID daného pro-
tokolu. V případě, že emulujeme vlastní protokol, je doporučeno řídit se specifikací
ISO/IEC 7816-5.
V případě, že služba emuluje více protokolů, je možno k ní přiřadit seznam AID,
který tato služba obsluhuje. Systém pak garantuje, že všechny AID jsou registrovány
k dané službě (žádná jiná služba není zvolena pro dané AID), nebo žádné z AID
není registrováno k dané službě.
5.3 Implementace HCE
Pro emulaci slouží třída Service respektive její HCE varianta HostApduService.
Tato třída musí implementovat dvě abstraktní metody: processCommandApdu()
a onDeactivated().
5.3.1 Metoda processCommandApdu()
Metoda je volána pokaždé, když čtečka karet pošle standardní komunikační jed-
notku APDU (definována dle specifikace ISO/IEC 7816-4). Tyto jednotky slouží ke
komunikaci mezi čtečkou a kartou. Běžně se jako první APDU zasílá SELECT AID
pro výběr protokolu, systém použije tuto APDU k určení služby pro emulaci.
Tato metoda získá APDU jednotku jako vstupní parametr metody. APDU jed-
notka je reprezentována polem bajtů.
Návratová hodnota metody slouží jako odpověď pro čtečku. Pokud je zde potřeba
provést časově náročné operace, můžeme v této metodě vrátit hodnotu null a pro
zaslání odpovědi použít metodu endResponseApdu().
5.3.2 Metoda onDeactivated()
Systém přeposílá APDU mezi čtečkou a službou až do té doby, než přijme další
SELECT AID APDU (je spuštěna nová služba k danému AID), nebo dojde k přeru-
šení spojení mezi čtečkou a emulujícím zařízením. Následně je pak zavolána metoda
onDeactivated().
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5.3.3 Definice AID a služby
Službu pro emulaci je třeba standardně zaregistrovat v systému a aplikaci přidat
příslušná oprávnění pro NFC komunikaci a HCE.
Při registraci služby se uvádí odkaz na soubor obsahující AID nebo skupinu AID
vázanou k dané službě. Jelikož jsou AID registrovány pro službu již při vytváření
aplikace, nelze je pak následně za běhu aplikace měnit.
V případě, že má více služeb (různých aplikací) registrováno stejné AID, při
zahájení komunikace s tímto AID se zobrazí standardní systémový dialog pro výběr
uživatelem preferované obslužné aplikace.
Aplikace obsahující službu pro emulaci, má možnost zjistit, jestli je nastavena
pro registrované AID a případně zažádat o nastavení jako preferovaná aplikace.
5.3.4 Nastavení chování při zámku obrazovky
NFC je vypnuto v případě, že je vypnuta obrazovka zařízení. Při registraci služby
pro emulaci je možnost definovat, zda je vyžadováno odemknutí přístroje pro emulaci
nebo zda emulace bude fungovat i v případě, že je obrazovka zamknutá.
Lze tak v případě, že emulujeme například přístupovou kartu, nastavit, aby sta-
čilo pouze zapnout displej přístroje a přiložit jej ke čtečce a v případě, že vyžadujeme
vyšší bezpečnost, bylo nutné zařízení nejprve odemknout.
5.4 Bezpečnost HCE
Architektura systému HCE zajištuje, že spustit službu pro emulaci a zasílat jí APDU
jednotky může pouze systém. Díky tomu data přijatá službou pocházejí pouze z NFC
čipu na zařízení.
Způsob ukládání a práci s citlivými daty a klíči protokolů je ponechán zcela na
vývojáři dané aplikace.
Jak již bylo zmíněno, i při použití speciálního úložiště pro citlivá data, může
útočník s právy root toto úložiště používat a tím se dostat i k citlivým datům tímto
úložištěm chráněným. Proto je vhodné emulovat pouze protokoly, které využívají
principu tokenizace.
Při tokenizaci získání klíčů protokolu nepřinese útočníkovi žádný další užitek,
než který získá přístupem k zařízení. V praxi, pokud útočník získá zařízení, které
emuluje kartu, je schopen tímto zařízením kartu emulovat až do té doby, než dojde
k odvolání dané karty. Pokud protokol na kartě vhodně využívá tokenizace tím, že




Jak již bylo zmíněno, je zde možnost registrovat libovolné stávající, případně nové
AID. To pak spustí příslušnou službu, která je schopna přijímat a odesílat standardní
komunikační APDU jednotky. Lze emulovat libovolný stávající nebo nový protokol
s ohledem na bezpečnostní rizika. Takto emulovaný protokol pracuje na stejné fyzické
úrovni jako bezkontaktní čipová karta. Lze jej použít na stávající infrastruktuře
čteček a v součinnosti s klasickými kartami.
I když použití HCE s sebou nese určitá bezpečnostní rizika, v případě nových
protokolů lze při jejich vytváření využít vyšší výpočetní výkon v zařízení, než jakým
disponuje čipová karta. Jedním zařízením lze emulovat libovolné množství karet.
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6 NÁROČNOST OPERACÍ S VELKÝMI ČÍSLY
Jazyk Java používá pro operace s velkými čísly třídu BigInteger [23]. Tato třída
byla optimalizována pro kryptografické výpočty s velkými čísly. Poskytuje metody
pro provádění standardních matematických operací (sčítaní, odčítání, násobení, dě-
lení. . . ) a poskytuje metody pro výpočet modulární redukce a modulárního mocnění.
Tato třída tedy nativně poskytuje všechny matematické operace, které jsou potřeba
pro výpočet algoritmu HM12.
6.1 Měření časové náročnosti
Systém Android poskytuje několik možností, jak měřit časovou náročnost jednotli-
vých operací.
Nejjednodušším způsobem, jak změřit časovou náročnost určité operace, je zjis-
tit, jak dlouho trvá její provedení. Podle této doby pak lze stanovit, jestli daný
algoritmus optimalizovat, nebo jestli je použitelný. Pokud by například načítání hry
na zařízení trvalo 10 sekund, dá se tento čas považovat za přijatelný. Pokud by se
jednalo o aplikaci, kde je potřeba spočítat a zobrazit přístupový token, je doba 10
sekund nepřijatelná. Měřením pomocí času se také dá určit úspěšnost optimalizace
algoritmu.
6.1.1 Měření pomocí systémového času
Jedním z nejpoužívanějších způsobů jak měřit čas je použití třídy System a její me-
tody nanoTime() [24]. Zjištěním času před a po provedení operace a stanovením
jejich rozdílu lze určit, jak dlouho daná operace trvá. Tento způsob ale měří systé-
mový čas, a jelikož Android je systém podporující multitasking, tak výsledek tohoto
měření je závislý na vytížení systému ostatními aplikacemi. Proto pro přesné měření
není vhodný, nicméně zobrazuje, za jak dlouho je operace reálně provedena.
6.1.2 Měření pomocí procesorového času
Pokud pro měření použijeme třídu TimingLogger [25], je jejím výstupem spotřeba
procesorového času pro provedení dané operace. Toto měření je nezávislé na ostat-
ních aplikacích v systému. Problémem tohoto způsobu měření je, že svůj výstup
zobrazuje do konzolového logu. Pokud je potřeba provést komplexnější měření, není
tento způsob výstupu dostatečně přehledný.
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6.1.3 Měření pomocí nástroje Traceview
Nástroj Traceview [26] slouží ke komplexnímu měření. Výstup tohoto měření je ulo-
žen do souboru v paměti zařízení a Android SDK poskytuje jejich prohlížeč.
Tento nástroj zobrazuje jak systémový, tak procesorový čas. Jsou zobrazovány
časy pro všechny metody v měřené části a to i ve více úrovních. Pokud je některá
metoda volána vícekrát, je zobrazen počet jejich volání a průměrné časy na jedno
volání. Dále procentuálně zobrazuje, jak dlouho trvaly jednotlivé metody měřené
části. Je tedy vhodný jak pro měření časů jednotlivých metod, tak k analýze, která
metoda trvá nejdéle, což se hodí pro určení, kterou část je výhodné optimalizovat.
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7 PROTOKOL HM12
Protokol HM12 [27] patří do skupiny protokolů, sloužících k ověření určitého atri-
butu (národnost, věk, řidičské oprávnění. . . ). Jeho cílem je provést toto ověření bez
odhalení identity ověřovaného. Aby byla tato anonymita zajištěna, měl by mít pro-
tokol tyto vlastnosti:
• Anonymita: během ověřování vlastnictví atributu zůstáva identita uživatele
skryta;
• Nevysledovatelnost: vydavatelé atributů nejsou schopni sledovat vydané
atributy a jejich majitele;
• Nespojitelnost: jednotlivá ověření nejdou přiřadit ke konkrétním uživatelům,
tato vlastnost zabraňuje profilování jednotlivých uživatelů;
• Výběr atributů k odhalení: uživatel si může vybrat, které z atributů odhalí
ověřovateli;
• Nepřenositelnost: přenášení ověřovacích údajů není možné;
• Odvolatelnost ověřovacích údajů: při ztrátě nebo vypršení doby použitel-
nosti se dají atributy odvolat;
• Identifikace škodlivých uživatelů: i když je ověřování atributů anonymní,
identitu škodlivých uživatelů lze odhalit.
7.1 Obecný návrh protokolu
Tento protokol má umožnit anonymní ověření atributu a zároveň možnost odvo-
lat konkrétní ověřované údaje a škodlivé uživatele, a to při použití čipových karet.
Protokol umožňuje tyto možnosti zrušení ověřovacích údajů:
• Bezprostřední odvolání: ověřovací údaje mohou být zrušeny okamžitě;
• Vydavateli a ověřovateli zahájené odvolání: odvolání ověřovacích údajů
mohou zahájit jak vydavatelé, tak ověřovatelé;
• Lokální odvolání: uživatelé nemusí aktualizovat své údaje poté, co jsou údaje
jiného z uživatelů odvolány;
• Stejně složité ověřování: složitost výpočtů při ověřování je na uživatelově
straně stále stejná a nezávislá na počtu odvolaných uživatelů;
• Off-line ověřování: ověřování probíhá pouze mezi uživatelem a ověřovatelem,
žádné další entity nejsou do tohoto procesu zapojeny.
V některých případech samotné odvolání ověřovacích údajů není dostatečné. Pokud
uživatel způsobí svým jednáním škodu, protokol umožňuje, aby v mírnějších přípa-
dech byla zrušena nespojovatelnost protokolu a bylo možné zjistit předchozí chování
uživatele. V závažnějších případech protokol umožňuje zrušení anonymity uživatele.
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Aby se zabránilo zneužití těchto vlastností, je pro zrušení nespojovatelnosti nebo
anonymity potřeba, aby spolupracovali vydavatelé, ověřovatelé a třetí strana. Pro-
tokol je navržen tak, aby se touto třetí stranou mohly stát různé komerční subjekty.
Uživatel má tedy možnost si vybrat, kterému subjektu svěří své údaje.
7.2 Entity protokolu
Protokol obsahuje čtyři entity, některé z nich mají soukromé klíče, kterým se věnuje
následující kapitola.
7.2.1 Vydavatel
Zkratka této entity je odvozena od anglického Issuer I. Tato entita vydává osobní
informace uživateli. Zároveň musí spolupracovat s ověřovatelem a odvolávatelem
v případě zrušení nespojovatelnosti nebo anonymity uživatele. Vydavatel vlastní
soukromý klíč 𝐾𝐼 .
7.2.2 Odvolávatel
Zkratka této entity odvozena od anglického Revocatoin Referee RR. Entita, která
generuje parametry systému params. RR slouží jako třetí strana v odvolávacím pro-
cesu. RR rozhoduje o zrušení nespojovatelnosti nebo anonymity uživatele na základě
důkazů, které poskytuje ověřovatel. Samotný RR ale není schopen toto provést bez
spolupráce s vydavatelem a ověřovatelem. RR vlastní soukromý klíč 𝐾𝑅𝑅.
7.2.3 Uživatel
Zkratka této entity je odvozena od anglického User U. Uživatel vlastní čipovou kartu
s vydanými atributy. Každá čipová karta má soukromý klíč 𝐾𝑈 unikátní pro kaž-
dého uživatele. Dále je pro každé ověřování vygenerován soukromý klíč 𝐾𝑆, který
znáhodňuje ověřování, aby nebylo možno toto ověřování spojit s konkrétním uživa-
telem.
7.2.4 Ověřovatel
Zkratka této entity odvozena od anglického verifier V. Tato entita ověřuje, že uži-
vatel vlastní konkrétní atribut. Ověřovatel si ukládá záznam o každém ověření jako
důkaz v případě porušení podmínek. Ověřovatel pak žádá odvolávatele o zahájení
odvolávacího procesu. Pro ověřování nemusí komunikovat s žádnou další entitou,
proto ověřování probíhá off-line.
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7.3 Schéma protokolu
Protokol HM12 obsahuje dílčí protokoly: Setup, IssueAtt, ProveAtt a Revoke.
7.3.1 Setup
Tento protokol probíhá mezi odvolávatelem a vydavatelem. Jako vstup jsou použity
bezpečnostní parametry (k,l,m) a jako výstup systémové prametry params, odvolá-
vatelův soukromý klíč 𝐾𝑅𝑅 a vydavatelův 𝐾𝐼 .
Bezpečnostní parametr k udává délku funkce hash, l je délka uživatelova soukro-
mého klíče a m je parametr chybovosti.
Systémové parametry params obsahují hodnoty 𝑞, 𝑝, ℎ1, ℎ2, 𝑛, 𝑔1, 𝑔2, 𝑔3 a 𝐴𝑠𝑒𝑒𝑑
a jsou veřejné. Parametr 𝐴𝑠𝑒𝑒𝑑 je identifikátor konkrétního atributu.
7.3.2 IssueAtt
Tento protokol vytváří uživatelův soukromý klíč 𝐾𝑈 , tento klíč je nutný k ověření
vlastnění atributu. Generovaný klíč je známý pouze uživateli a pro jeho odhalení
musí spolupracovat vydavatel a odvolávatel.
První část protokolu probíhá mezi vydavatelem a uživatelem. V této části musí
uživatel poskytnout vydateli důkaz o svojí identitě a o tom, že vlastní dané atributy.
Druhá část protokolu probíhá mezi uživatelem s odvolávatelem.
Uživatelův soukromý klíč se skládá z 𝑤1, 𝑤2, což je část vztažena na uživatele,
a 𝑤𝑅𝑅, což je část vztažená na odvolávatele.
7.3.3 ProveAtt
Protokol používá veřejné params a uživatelův soukromý klíč 𝐾𝑈 k vytvoření dů-
kazu, že uživatel vlastní daný atribut. Každé ověření je díky unikátnímu klíči 𝐾𝑆
nevystopovatelné k uživateli.
7.3.4 Revoke
Tento protokol se používá v případě, že je třeba vyřadit uživatele ze systému. Pokud
ověřovatel má důkazy o škodě, která byla spáchana, předá je spolu se záznamem
konkrétního ověřování odvolávateli. Odvolávatel poté může zvolit typ odvolání.
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7.4 Typy odvolání
V případě, že ověřovatel prokáže, že mu byla způsobena škoda, je možné provést
některé z následujících odvolání.
7.4.1 Odvolání ověřovacích údajů
Ze záznamu ověřování je odvolávatel schopen spočítat svoji část (𝑤𝑅𝑅) uživatelova
𝐾𝑈 . Poté umístí tento parametr na blacklist odvolaných ověřovacích údajů. Ověřo-
vateli tak stačí obnovovat seznam odvolaných uživatelů. A při ověřování je schopen
poznat, jestli má ověřovaný uživatel platné údaje. Při tomto odvolání není odhalena
identita uživatele.
7.4.2 Odvolání nespojitelnosti
Jak již bylo řečeno, odvolávatel je ze záznamu schopen zjistit svoji část uživatelova
soukromého klíče. Při zpětném analyzování podezřelých ověřování lze určit, jestli
byly spáchány stejným uživatelem.
7.4.3 Odvolání anonymity uživatele
V závažných případech je možné odhalit identitu uživatele. Odvolávatel pomocí své
části uživatelova soukromého klíče může spočítat atribut 𝐶1 a ten předat vydava-
teli. Ten má databázi atributů 𝐶1 podepsaných uživatelovým soukromým klíčem.
Vydavatel je tak schopen odhalit identitu uživatele.
7.5 Implementace protokolu HM12
V současné době byl protokol HM12 implementován jak na platfomně PC, tak na
čipových kartách. Při využití čipových karet MultOS ML2-80K-65 je trvání prokolu
ProveAtt kolem 2 s.
Účelem této práce bylo implementovat protokol ProveAtt na zařízení sytému
Android a to pokud možno na secure element. Následně zobrazit jeho výstup po-
mocí QR kódu nebo přenést pomocí NFC technologie. Kompletní schéma protokolu
ProveAtt, převzaté z materiálu poskytnutého vedoucím práce příloha A.
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8 MĚŘENÍ ČASOVÉ NÁROČNOSTI
OPERACÍ S VELKÝMI ČÍSLY
Pro měření čásové náročnosti jsem použil nástroj traceview a vytvořil pomocnou
třídu ProfileBigInteger. Jelikož tato metoda ukládá data na externí úložiště zaří-
zení, vytvořil jsem jednoduchý dávkový soubor, který tato data zkopíruje do počítače
a otevře je v prohlížeči logů. Tento dávkový soubor je součástí elektronické přílohy
práce.
8.1 Testované zařízení
Testování probíhalo na několika emulátorech (v tabulkách označených jako AVD
a verze systému, který na daném zařízení běžel). Jako šablonu pro zařízení jsem
použil Nexus 4. Šablona byla upravena vždy pro danou verzi systému, velikost RAM
byla upravena na 760 MB a byla přidána SD karta pro ukládání logů.
Měření proběhlo také na několika reálných zařízeních: telefon Sony Xperia T,
který má verzi sytému 4.1.2, obsahuje dvoujádrový procesor s frekvencí 1,5 GHz
a 1 GB paměti RAM; tablet Asus Transformer Prime, verze systému 4.1.2, čtyřjá-
drový procesor na 1.3 GHz a 1 GB paměti RAM; telefon LG Optimus One, verze
systému 2.2, jednojádrový procesor s frekvencí 600 MHz a 512 MB paměti RAM.
8.2 Testované funkce
Měřené funkce byly: sčítaní, odčítání, násobení, dělení, modulární redukce, modu-
lární mocnění a generování náhodného čísla zadané bitové délky. Tyto výpočty se
prováděly pro 1024, 1536 a 2048 bitová čísla s 1000 iteracemi.
8.3 Generování náhodného čísla
U třídy BigInteger se při generování náhodných čísel zadané bitové délky zadává
maximální velikost čísla. Generované číslo může mít menší bitovou délku než bylo
zadáno. Proto po generování náhodného čísla kontroluji, jestli dané číslo má zadanou
bitovou délku a případně ho vygeneruji znovu. U čísel s bitovou délkou 79 bitů při
miliardě opakování, se průměr blíží jednomu cyklu a maximální hodnota je 16 cyklů.
Pro čísla s větší bitovou délkou jsou výsledky srovnatelné.
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8.4 Výsledky měření
V následujících tabulkách jsou uvedeny procesorové doby výpočtů pro jednotlivé
operace na všech zařízeních. Jedná se o aritmetický průměr z 1000 měření pro dané
bitové délky. Všechny operandy mají stejnou bitovou délku. Časy jsou měřeny v ms.
Tab. 8.1: Časová náročnost sčítání
Zařízení 1024bit 1536bit 2048bit
xperia T 0,171 0,155 0,160
Prime 0,125 0,114 0,113
Optimus One 0,246 0,247 0,256
AVD 2.3 1,788 1,897 1,612
AVD 4.1.2 2,467 2,960 2,961
AVD 4.3 2,487 2,999 2,430
AVD 4.4 2,600 2,500 3,700
Tab. 8.2: Časová náročnost odčítání
Zařízení 1024bit 1536bit 2048bit
xperia T 0,145 0,134 0,135
Prime 0,100 0,094 0,092
Optimus One 0,206 0,208 0,210
AVD 2.3 1,473 1,584 1,584
AVD 4.1.2 2,292 2,092 2,130
AVD 4.3 2,387 2,213 2,451
AVD 4.4 2,800 2,800 2,800
Tab. 8.3: Časová náročnost násobení
Zařízení 1024bit 1536bit 2048bit
xperia T 0,149 0,149 0,154
Prime 0,113 0,118 0,114
Optimus One 0,274 0,368 0,407
AVD 2.3 2,138 2,289 2,388
AVD 4.1.2 2,314 2,420 2,255
AVD 4.3 2,526 2,546 2,317
AVD 4.4 1,200 1,600 2,300
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Tab. 8.4: Časová náročnost dělení
Zařízení 1024bit 1536bit 2048bit
xperia T 0,149 0,124 1,141
Prime 0,107 0,100 0,084
Optimus One 0,204 0,201 0,203
AVD 2.3 1,719 1,678 1,303
AVD 4.1.2 1,910 1,997 2,184
AVD 4.3 2,069 2,050 2,071
AVD 4.4 2,600 1,900 2,800
Tab. 8.5: Časová náročnost modulární redukce
Zařízení 1024bit 1536bit 2048bit
xperia T 0,154 0,129 0,145
Prime 0,108 0,102 0,086
Optimus One 0,208 0,209 0,211
AVD 2.3 1,672 1,783 1,401
AVD 4.1.2 2,234 2,631 2,579
AVD 4.3 1,897 2,367 2,082
AVD 4.4 2,000 2,300 3,000
Tab. 8.6: Časová náročnost modulárního mocnění
Zařízení 1024bit 1536bit 2048bit
xperia T 36,023 40,919 94,603
Prime 12,076 36,180 213,92
Optimus One 281,012 768,206 2694,206
AVD 2.3 1501,502 323,217 622,166
AVD 4.1.2 73,305 838,607 1971,575
AVD 4.3 90,145 894,784 1872,853
AVD 4.4 84,700 248,800 2581,800
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Tab. 8.7: Časová náročnost generování náhodného čísla
Zařízení 1024bit 1536bit 2048bit
xperia T 1,297 1,519 1,833
Prime 0,850 0,947 1,191
Optimus One 2,493 3,394 4,152
AVD 2.3 16,213 29,551 29,901
AVD 4.1.2 15,990 23,821 29,954
AVD 4.3 15,135 22,183 29,911
AVD 4.4 17,600 24,200 33,100
Z výsledků je patrné, že u reálných zařízení všechny operace kromě modulárního
mocnění a generování náhodného čísla, trvají kolem 100 µs. U zařízení Optimus
One trvají kolem 250 µs, tyto operace jsou téměř nezávislé na bitové délce čísel.
Generování náhodného čísla pak trvá kolem jedné až dvou ms v závislosti na bitové
délce, u Optimus One zhruba 2-krát tolik. Kryptograficky klíčová operace modulární
mocnění je pak značně závislá na bitové délce čísla a u nejpomalejšího zařízení trvá
až 15-krát delší dobu než u rychlejších zařízení.
Na emulovaných zařízeních doby výpočtů značně kolísaly pro různé verze systému
a operace. Ze zjištěných hodnot plyne závěr, že se emulovaná zařízení na toto měření
nehodí.
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9 IMPLEMENTACE PROTOKOLU HM12
A EMULACE ČIPOVÝCH KARET
Praktická část této práce je zaměřena na implementaci protokolu HM12 v systému
Android s co nejbezpečnějším modelem uložení dat. V první části byl pro přenesení
dat spočítaných protokolem HM12 zvolem QR kód.
V druhé části byla použita implementace protokolu HM12 a aplikace byla vyto-
řena tak, aby byla schopna emulovat stávající bezkontaktní čipovou kartu protokolu
HM12.
9.1 Implementace protokolu HM12 s přenosem
dat pomocí QR kódu
Jednou z prvních věcí při vytváření nové aplikace je volba, pro jakou minimální
verzi systému bude aplikace vyvíjena. V případě komerčních aplikací se nejčastěji
volí verze, která běží na co největším počtu zařízení. Zároveň se volí nejnižší verze
API, pro kterou je ekonomicky výhodné provádět úpravu kódu. V současné době by
se jednalo o verzi 2.3.3. Pro verzi 2.2 by se kvůli jejímu rozšíření na trhu (1,0 %) pro
větší projekty nevyplatilo provádět úpravy kódu. V případě této aplikace byla jako
nejnižší verze systému zvolena verze Android 4.0.3 z důvodu zpřístupnění KeyStore
API pro ukládání dat. V této aplikaci se používá nestandardní způsob přístupu do
KeyStore z důvodu, že v době jejího vývoje nebylo k dispozici zařízení s Androidem
4.3 pro použití standardního přístupu.
9.1.1 Protokol HM12
U protokolu HM12 bylo účelem implementovat protokol ProveAtt, jehož přesné
zadání je v příloze A a výstup protokolu zobrazit pomocí QR kódu nebo přenést
pomocí NFC.
Jak již bylo zmíněno, do SE v zařízení se nedají nahrávat žádné applety nebo
data bez znalostí Card Manager klíče a to ani pro testovací účely. Proto nebylo
možné protokol implementovat do SE. Protokol je implementován v jazyce Java.
9.1.2 Protokol ProveAtt
Tento protokol byl do aplikace přidán jako samostatná statická třída HM12. Je zde
provedena jak implementace protokolu, tak jeho ověřování.
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Metoda userHM12()
Tato metoda načte soukromý klíč (𝑤1, 𝑤2, 𝑤𝑅𝑅), veřejné paramenty (𝐴𝑠𝑒𝑒𝑑, 𝑔1.𝑔2, 𝑔3,
𝑛) a provede výpočet protokolu. Jako návratovou hodnotu vrátí instanci objektu
HMTransferObject, který slouží k přenosu dat vygenerovaných tímto prokolem:
𝐴1, 𝐶1, 𝐶2, 𝑒, 𝑧1, 𝑧2, 𝑧3 a 𝑧𝑆. V rámci vývojové verze a z důvodu snadnějšího ově-
řování při vývoji, jsou navíc přenášeny parametry, které standardní verze protokolu
nepřenáší: 𝐴𝑠𝑒𝑒𝑑,𝐴,𝐶1, 𝐶2.
Metoda verifierHM12()
Tato metoda má jako vstupní parametr instanci HMTransferObject s daty pro veri-
fikaci. Ze systému načte veřejné parametry a na základě vstupních dat spočítá, jestli
má uživatel platné přístupové údaje, tzn. jestli se shoduje výstup z funkce hash 𝑒 se
vstupními daty. Ve vývojové verzi se porovnávají kromě výstupu funkce hash navíc
i další parametry přenesené v HMTransferObject: 𝐴𝑠𝑒𝑒𝑑,𝐴,𝐶1, 𝐶2.
9.1.3 Funkce hash
Funkce hash se v protokolu počítá jak na straně uživatele, tak na straně ověřova-
tele. Na straně ověřovatele slouží porovnání jím spočítané hodnoty funkce hash jako
jedinný způsob, jak zjistit, zda uživatel disponuje konkrétním atributem.
Pro tuto implementaci protokolu se používá funkce hash SHA-1 s délkou 160 bitů.
V impementaci na čipových kartách se protokol ProveAtt zahajuje posláním
náhodného čísla ověřovatelem uživateli, ten toto náhodné číslo zahrne do výpočtu
funkce hash. V případě implementace na mobilním telefonu byl protokol upraven
tak, aby komunikace probíhala pouze od uživatele k ověřovateli. Místo náhodného
čísla je použit čas. Je zjištěn aktuální čas v GMT zóně a tento čas je převeden na
počet minut od 1. 1. 1970. Tento čas spolu s ostatními parametry slouží k výpočtu
funkce hash.
Ve třídě HM12 je metoda proveAtHash(), která provádí její výpočet.
9.1.4 Zobrazení spočítaných údajů
Pro přenos údajů bylo zvoleno zobrazení pomocí QR kódu. Všechny přenášené údaje
jsou vloženy do textového řetězce. Pro oddělování jednotlivých parametrů se používá
znak „%“ , ve tříde HM12 je to metoda HM12StringToken(). QR kód se vytváří
knihovnou ZXing [28], která přidává do aplikace obslužné třídy QRCodeEncoder
a Contents. Jako typ QR kódu je nastaven text. Knihovna převezme textový řetězec
s údaji a vytvoří bitmapový obrázek QR kódu. Tento kód se poté zobrazí na displeji
zařízení.
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9.1.5 Uložení klíčů na zařízení
Pro uložení dat využívám metodu Android KeyStore, popsanou v 3.2. Toto API
umožňuje standardně ukládat pouze cetifikáty a jejich privátní klíče. Pro uložení
klíčů protokolu ProveAtt, je potřeba použít nestandardní cestu, která umožňuje
uložit do tohoto úložiště vlastní data. Tento nestandardní přístup se nedoporučuje
používat na produkčních verzích aplikací, ale pouze pro účely testování. Ze zdroje
[14] jsou použity třídy KeyStore, KeyStoreJB43 a IKeyStoreService. Poslední
jmenovaná není přístupná ve veřejném API, proto je potřeba ji umístit do balíčku
android.security. Vzhledem k tomuto nestandardnímu přístupu je možno přistu-
povat k tomuto úložišti i v nižších verzích Android než 4.0. Z tohoto důvodu byla
změněna minimální verze systému Android na verzi 2.2.
Klíče protokolu jsou uloženy na zařízení a šifrovány pomocí AES algoritmu. Klíč
k jejich rozšifrování je šifrován pomocí hesla odvozeného od hesla zámku obrazovky.
Tato metoda není vhodná pro komerční aplikace. V Android verzi 4.3 bylo před-
staveno Hardware-backed úložiště, které umožňuje bezpečně generovat a používat
RSA klíče. Pomocí tohoto klíče je pak možné zašifrovat klíče protokolu. Tato funk-
cionalita není implementována v této aplikaci, protože pro její testování je potřeba
fyzické zařízení s verzí systému vyšší než 4.3.
9.1.6 Grafické rozhraní a funkce aplikace
Aplikace při svém startu zkontroluje, zda je chráněné úložiště odemčeno pro zápis.
V případě, že je zamčeno, zobrazí standardní dialog pro schválení zámku zařízení
(obr. 9.1 vlevo) a následně systémový dialog pro výběr a nastavení zámku (obr. 9.1
vpravo). Dokud není nastaven zámek obrazovky, nelze v aplikaci postoupit dále.
Pokud je úložiště odemčeno, zkontroluje aplikace, zda jsou klíče uloženy, a pokud
nejsou, uloží klíče do úložiště. Jelikož se jedná o testovací aplikaci, ve které se neřešil
protokol IssueAtt během kterého jsou klíče nahrány do zařízení, jsou klíče uloženy
v kódu aplikace a následně nahrány do zabezpečeného úložiště.
V případě, že je úložiště odemčeno a jsou klíče nahrány, aplikace spustí v samo-
statném vlákně výpočet protokolu ProveAtt.
Na obr. 9.2 je zobrazena obrazovka aplikace. Hlavní část obrazovky zabírá QR
kód. Pro spočítaná data z protokolu ProveAtt proběhne také ověření těchto dat.
V případě, že jsou správná, je zobrazeno pod QR kódem text „valid“ (levá část
obrázku). V případě, že nejsou správná, je zobrazen text „in-valid“. Jelikož je pro
funkci hash použit čas, je tato hash platná pouze do skončení minuty, ve které byla
vytvořena. Proto se vedle textu valid zobrazuje také zbývající čas a po jeho vypršení
je zobrazen text „out-dated“ (pravá část obrázku). Pod označením platnosti QR
kódu je zobrazen textový řetězec, který sloužil pro jeho vytvoření.
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Obr. 9.1: Zobrazení systémových dialogů zámku obrazovky
Do menu byla přidána volba „generate new“, která vytvoří a zobrazí nový QR
kód. Na zařízeních s vyšší verzí systému než 4.0 je tato volba zobrazena nahoře jako
součást ActionBaru, na starších zařízeních je pak dostupná pomocí tlačítka menu.
Aplikace obsahuje pouze jednu aktivitu, celý její obsah je obalen ve vertikálně
posouvatelném prvku, aby byla možnost přečtení všech dat. Dále byla v aplikaci
zakázána změna orientace displeje z důvodu, že při čtení QR kódu by se mohlo
zařízení nepatrně naklonit a systém by tento náklon vyhodnotil jako změnu orientace
displeje. Otočení displeje během jeho skenování by nebylo uživatelsky přívětivé.
9.1.7 Časová náročnost protokolu ProveAtt
Měření byla prováděna stejným způsobem a na stejných zařízeních jako v kapitole
8. Tab. 9.1 zobrazuje, jak dlouho trvala uživatelská a ověřovatelská část ProveAtt
protokolu. Jedná se o průměr z 1000 měření pro 1024 bitovou variantu protokolu.
Časy jsou uvedeny v ms.
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Obr. 9.2: Zobrazení snímků obrazovky aplikace
Při použití, v současné době průměrně, výkonných zařízeních, trvá uživatelská
část protokolu ProveAtt kolem 60 ms. Při použití několik let starého zařízení trvá
uživatelská část 243 ms, což představuje 8-mi násobné zlepšení oproti čipovým kar-
tám.
Data z emulátorů, stejně jako v případě měření operací s velkými čísly, nepřed-
stavují relevantní data. Nicméně dá se na jejich základě předpokládat, že výpočet
protokolu ProveAtt není závislý na verzi systému.
9.1.8 Ověření funkčnosti aplikace
Pro ověření byly v aplikaci použity reálné klíče systému. Funkčnost aplikace byla
úspěšně odzkoušena pomocí aplikace k ověřování protokolu ProveAtt.
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Tab. 9.1: Časová náročnost protokolu ProveAtt
Zařízení Uživatelská část Ověřovatelská část
xperia T 60,0 55,5
Prime 62,0 56,0
Optimus One 243,0 232,0
AVD 2.3 604,5 509,0
AVD 4.1.2 552,6 451,0
AVD 4.2.2 700,6 570,5
AVD 4.3 664,1 483.7
AVD 4.4 717,5 500,0
9.2 Aplikace pro emulaci bezkontaktních
čipových karet
Aplikace pro emulování karty se jmenuje CardEmulation a její zdrojový kód je sou-
částí příloh. Pro praktické ověřování byla k dispozici fyzická karta s implementova-
ným protokolem HM12, čtečka NFC a obslužný software pro ověřování karet pomocí
počítače s čtečkou NFC.
Pro pochopení, jakým způsobem pracuje čipová karta, je v této práci vytvořena
další aplikace, která se jmenuje CardReader a slouží k ověřování (čtení) čipových
karet (emulovaných i klasických). Zdrojový kód této aplikace je součástí příloh.
Tato aplikace byla také vytvořena pro snažší debugování při vývoji emulované karty
(zobrazení logů jak na kartě, tak na čtečce) a možnosti podrobnějšího měření časové
náročnosti protokolů.
Obě výše zmíněné aplikace využívají určité části shodného kódu. Aby se ome-
zilo množství kopírovaného kódu, byla vytvořena knihovní aplikace CardLibrary.
Zdrojový kód této aplikace je součástí příloh. Jedná se o specifický knihovní projekt
systému Android a nikoliv o klasickou .jar knihovnu.
Po implementaci protokolu HM12 byla potřeba implementovat jeho upravenou
verzi HM14. Namísto přepsání některých míst kódu protokolu HM12 informacemi
z protokolu HM14 jsem výše zmíněné aplikace upravil, tak aby podporovaly více
protokolů (karet) a přidání dalšího protokolu bylo co nejsnažší.
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9.3 Knihovna CardLibrary
Tato knihovní aplikace slouží pro metody a třídy, které jsou používány v aplikaci
CardReader i CardEmulation. Obsahuje dva balíčky keys a protocolslibrarys.
Balíček keys obsahuje třídy sloužící k implementaci schématu pro zabezpečené ulo-
žení dat popsané níže.
V balíčku protocolslibrarys jsou třídy Config, Protocol a třídy pro jednot-
livé implementované protokoly (karty). Třída Config obsahuje proměnné pro nasta-
vování určitých funkcí obou aplikací. Nastavuje, zda zobrazovat výstup z logování
aplikace a zda provést měření časové náročnosti. Díky umístění těchto proměnných
v knihovní aplikaci stačí změnit stav proměnné na jednom místě a logování/měření
se zapne nebo vypne v obou aplikacích.
Třída Protocol obsahuje statické metody, které se používají v obou aplikacích.
Jedná se převážně o metody usnadňující práci s ADPU jednotkami a metody pro
konverze čísel.
9.3.1 Schéma pro zabezpečené ukládání dat
Na obr. 9.3 je zobazeno schéma pro zabazpečené ukládání dat. Toto schéma využívá
Android KeyStore pro vygenerování a používání RSA klíče. Tento klíč je následně
použit k zašifrování AES klíče, který je náhodně generován a slouží k šifrování dat
protokolů. Zašifrovaný AES klíč a data protokolů s inicializačními vektory jsou ná-
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Obr. 9.3: Schéma pro zabezpečené ukládání dat
Data protokolů se šifrují pomocí AES (symetrické šifrování) z důvodu pomalého
šifrování pomocí RSA (asymetrické šifrování). Implementace tohoto schématu se
nachází v balíčku keys. Tento balíček obsahuje několik tříd.
Třída SecretKeyWrapper slouží ke generování RSA klíče a šifrování a dešifro-
vání AES klíče. Pro šifrování se používá key wrapping, což je funkce RSA navržená
speciálně pro zabezpečení klíčů symetrických šifer.
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Třída Crypter slouží ke generování a šifrování pomocí AES šifry. Používá se
zde CBC mód šifry. Metody pro šifrování (dešifrování) mají jako vstupní parametry
AES klíč a textový řetězec string a jako návratovou hodnotu string. Při šifrování se
vygeneruje náhodný inicializační vektor, pomocí něhož se vstupní řetězec zašifruje.
Zašifrovaná data jsou pomocí Base64 převedena na text. Jako výstup metody je řetě-
zec obsahující inicializační vektor (převedený na text pomocí Base64) a zašifrovaná
data, tyto dvě části jsou odděleny pomocí znaku „[“. Dešifrování probíhá obráceně.
Díky tomu, že jsou šifrovaná data a inicializační vektor vloženy do jednoho řetězce,
lépe se ukládají pro další použití.
Pro snažší práci s výše uvedeným schématem pro ukládání dat je k dispozici
třída ProtocolKeys. Tato třída obsahuje metody pro načtení a uložení klíče/klíčů
konkrétního protokolu. Metoda pro uložení má na vstupu název protokolu, klíč pro-
tokolu a jeho název, případně pole klíčů a názvů. Metoda pomocí Android KeyStore
načte RSA klíč a dešifruje AES klíč (v případě, že klíče nejsou vygenerovány, je vyge-
neruje), klíče protokolu zašifruje a každý z nich uloží do Shared Preferences. Shared
Prefences je standardní úložiště pro data aplikace, je to úložiště typu key-par, kde
každý řetězec uložených dat má své jméno. Jako jméno je použito jméno protokolu
a jméno klíče, díky tomu lze ukládat data více protokolů, i když mají protokoly
stejné klíče. Metoda pro načtení klíčů pak stejně jako při ukládání získá AES klíč
a načte ze Shared Preferences příslušné zašifrované klíče protokolu a dešifruje je.
Třída ProtocolKeys
Díky oddělení mechanizmu šifrování a ukládání dat (třídy SecretKeyWrapper,
Crypter) od standardního použití ProtocolKeys bylo při vývoji snažší tento me-
chanizmus upravovat a vylepšovat.
9.3.2 Třídy obsahující informace o protokolech
Jedná se konkrétně o třídy HM12Lib, HM14Lib a v případně implementace dalšího
protokolu o další třídy. Nejdůležitějšími proměnnými těchto tříd jsou ID, NAME
a AID. Hodnota ID a NAME by měla být pro každý protokol unikátní. AID je stan-
dardní identifikátor protokolu. Dále tyto třídy obsahují jednotlivé APDU jednotky
protokolu, názvy klíčů a jejich délky, identifikátory stavu protokolu a další informace
o protokolu, případně metody, které jsou používány v obou aplikacích.
Tato práce neřeší způsob počáteční inicializace karty (nahrání inicializačních
klíčů. . . ), v případě protokolů HM12 a HM14 jsou inicializační klíče uloženy v této
třídě. V případě reálné aplikace se tyto klíče mohou do karty nahrát stejným způ-
sobem jako do klasické karty, nebo například pomocí zabezpečené webové služby.
Způsob, jak tyto klíče získat, může být doplněn do této třídy.
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9.4 Aplikace CardReader
Tato aplikace slouží k ověřování protokolů na kartách (čipových i emulovaných).
Jelikož aplikace používá schéma pro zabezpečené ukládání dat z knihovní aplikace
CardLibrary a toto schéma využívá Android KeyStore , byla jako minimální verze
systému zvolena 4.3.
Na obr. 9.4 vlevo je aktivita, která se zobrazí po spuštění aplikace sloužící pro
nastavení protokolů a zvolení protokolu pro ověření. Aktivita vpravo se zobrazí v pří-
padě, že k zařízení je přiložena karta, tato aktivita zobrazuje průběžné informace
o ověřování a zobrazí konečný stav ověření.
Obr. 9.4: Uživatelské rozhraní aplikace CardReader
Aplikace byla rozdělena do dvou balíčků. Balíček cardreader obsahuje třídy
k aktivitám aplikace a balíček protocols obsahuje třídy pro jednotlivé protokoly
(HM12Reader, HM14Reader) a třídu Protocols, která slouží k řízení výběru aktivního
protokolu.
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9.4.1 Aktivita pro nastavení protokolů
Tato aktivita (obr. 9.4 vlevo) slouží ke správě protokolů na zařízení. Umožňuje pro
jednotlivé protokoly nastavit nebo smazat jejich klíče, vybrat entitu pro ověřování,
zvolit aktivní protokol a zobrazit informace o protokolu.
Při kliknutí na ikonu info se zobrazí dialogové okno s informacemi o protokolu.
Posuvník „Keys set:“ umožňuje nastavit inicializační klíče protokolu a případně
smazat všechny klíče protokolu ze zařízení. Tlačítko „Entity“ umožňuje zvolit, jakou
entitu protokolu zařízení reprezentuje. Pomocí posuvníku „Active:“ lze vybrat, který
z těchto protokolů má být aktivní pro ověřování.
Informace o protokolech získává aktivita z třídy Protocols. V případě práce
s klíči se používá třída ProtocolKeys z knihovní aplikace. V případě, že označíme
protokol jako aktivní, je tato volba uložena do Shared Preferences.
Jelikož komunikaci inicializuje čtečka zasláním APDU obsahující AID protokolu,
je v této verzi aplikace možno mít nastavený aktivní pouze jeden protokol.
9.4.2 Aktivita pro ověřování karet
Aby mohla aplikace číst karty, je třeba v manifestu aplikace povolit přístup k NFC
a zvolit, která aktivita se má spustit v případě, že zařízení detekuje aktivitu na
NFC rozhraní. Tuto aktivitu (obr. 9.4 vpravo) systém spustí v případě, že se na
NFC rozhraní detekuje karta komunikující pomocí technologie IsoDep.
Aktivita při spuštění ověří, zda byla spuštěna validní komunikací z NFC rozhraní.
Aktivita vytvoří vlákno na pozadí, předá mu instanci objektu pro komunikaci po-
mocí NFC (IsoDep tag) a zároveň na displeji zobrazí, že probíhá komunikace. Vlákno
na pozadí vytvoří instanci třídy Protocols a předá mu objekt pro komunikaci.
Třída Protocols z Shared Prefences zjistí, jaký protokol je nastavený jako ak-
tivní, vytvoří APDU s jeho AID a to odešle přes NFC na kartu. V případě, že na kartě
je daný protokol podporován, vytvoří třída instanci třídy protokolu (HM12Reader,
HM14Reader) a předá jí objekt pro komunikaci.
Třídy protokolů (HM12Reader, HM14Reader) pak mohou komunikovat dle da-
ného protokolu. V případě této aplikace třídy HM12Reader a HM14Reader načtou ze
Shared Preferences, jakou entitu protokolu mají reprezentovat a zavolají příslušnou
metodu. Tato metoda dle schématu konkrétního protokolu komunikuje s kartou po-
mocí standardních APDU jednotek, které jsou reprezentovány polem bajtů. Metoda
dále počítá a ověřuje údaje z karty, po ukončení komunikace případně uloží nové
klíče protokolu do zařízení a zobrazí na displeji výsledek komunikace a ověření.
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9.5 Aplikace CardEmulation
Aplikace slouží k emulování bezkontaktních čipových karet. Jelikož funkce emulovaní
pomocí HCE byla do systému přidána ve verzi 4.4, byla tato verze nastavena jako
minimální nutná pro běh aplikace.
Na obr. 9.5 je aktivita, která se zobrazí po spuštění aplikace a slouží pro na-
stavení protokolů pro emulování. Kromě této aktivity aplikace obsahuje službu pro
emulování a další pomocné třídy.
Obr. 9.5: Uživatelské rozhraní aplikace CardEmulation
Aplikace byla rozdělena do dvou balíčků. Balíček cardemulation obsahuje třídu
k aktivitě aplikace, třídu služby pro emulaci a pomocnou třídu emulace. Balíček
protocols obsahuje třídy pro jednotlivé protokoly (HM12Card, HM14Card) a třídu
Protocols, která slouží k řízení výběru protokolu pro emulaci.
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9.5.1 Aktivita pro nastavení protokolů
Tato aktivita (obr. 9.5) slouží, podobně jako v aplikaci CardReader, ke správě pro-
tokolů na zařízení. Umožňuje pro jednotlivé protokoly nastavit nebo smazat jejich
klíče, zvolit aktivní protokoly, zobrazit informace o protokolech a stavu karty.
Podobně jako u aplikace CardEmulation funguje ikona info, posuvník „Keys set:“
a posuvník „Active:“. Položka „State:“ zobrazuje, v jakém stavu se karta nachází.
Informace o protokolech získává aktivita z třídy Protocols. V případě práce
s klíči se používá třída ProtocolKeys z knihovní aplikace. V případě, že označíme
protokol jako aktivní, je tato volba uložena do Shared Preferences. V této aplikaci
může být aktivních několik protokolů pro ověřování zároveň.
9.5.2 Služba pro emulaci
Jak již bylo zmíněno, je nutno v souboru uvést AID, případně skupinu AID pro
emulaci. Pro tuto aplikaci bylo použito stávající AID protokolu HM12 a vytvořeno
nové AID pro protokol HM14. Odkaz na tento soubor je přiřazen službě pro emulaci,
kterou provádí třída ServiceCardEmulation. Pro emulaci je také nastaveno, že stačí
pouze zapnout displej zařízení a není nutné zařízení odemknout.
Tato služba je spuštěna pokaždé, když zařízení přijme nové SELECT APP
APDU. Při každém příchozím APDU je zavolána metoda processCommandApdu(),
která na vstupu přijme příchozí APDU jako pole bajtů. Z důvodu neblokování hlav-
ního vlákna vytvoří služba nové vlákno na pozadí, předá mu APDU jednotku a vrátí
null.
Toto vlákno, pokud není vytvořena instance třídy Card, ji vytvoří a předá jí
APDU jednotku. Třída Card APDU jednotku zpracuje a vrátí její odpověď jako
pole bajtů. Tato odpověď je pak pomocí metody sendResponseApdu() odeslána
NFC rozhraní a vlákno na pozadí je ukončeno. V případě, že je přijata nová APDU
jednotka, je vytvořeno nové vlákno na pozadí a instanci třídy Card je tato APDU
jednotka předána.
9.5.3 Třída Card pro ověření emulovaného protokolu
Tato třída ověřuje, zda protokol s daným AID je nastaven na zařízení jako ak-
tivní. Toho docílí získání AID z příchozí APP SELECT APDU jednotky a zjištěním
pomocí údajů z Shared Preferences, jestli je daný protokol nastaven jako aktivní.
V případě, že daný protokol není nastaven jako aktivní, vrátí příslušnou odpověď dle
ISO/IEC 7816-4 specifikace. Pokud daný protokol je aktivní, je vytvořena instance
třídy Protocols a je jí předáno ID daného protokolu. V případě dalších příchozích
APDU jednotek jsou tyto jednotky předávány instanci třídy Protocols
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9.5.4 Třída Protocols a třídy pro emulaci protokolu
Třída Protocols při vytváření získá ID protokolu pro emulaci. Pro příslušný proto-
kol vytvoří instanci dané třídy protokolu (HM12Card, HM14Card), předává jí příchozí
jednotky APDU a jejich odpovědi vrací třídě Card. Tato třída také poskytuje infor-
mace aktivitě pro správu protokolů.
Příslušná třída protokolu ze Shared Preferences zjistí, v jakém stavu daná karta
je a pro příchozí APDU jednotky ověří, zda jsou přípustné pro daný stav karty.
V případě, že jsou hodnoty z APDU přípustné, předá APDU jednotku příslušné
metodě, která odpovídá danému stavu karty.
Metoda pro příslušný stav karty si na začátku načte ze zabezpečeného úložiště
(dle schématu v knihovní aplikaci) klíče daného protokolu a provede příslušné výpo-
čty, případně uloží nové klíče protokolu do zabezpečeného úložiště a vrátí příslušnou
odpověďní komunikační jednotku.
Implementace protokolu na úrovni jejich třídy (HM12Card, HM14Card) může být
libovolná a nemusí se držet výše zmíněného návrhu. Díky tomu v případě, že imple-
mentujeme další protokol pro emulaci, je zde větší volnost při jeho implementaci.
Můžeme například pro nový protokol navrhnout a implementovat jiné schéma uklá-
dání dat.
9.6 Bezpečnost vytvořených aplikací a jejich dat
Bezpečnost vytvořených aplikací můžeme rozdělit na bezpečnost uložených klíčů
(dat) protokolů a na bezpečnost během emulování karty.
9.6.1 Bezpečnost klíčů (dat) protokolů
Vytvořené aplikace používají výše zmíněné schéma pro zabezpečené ukládání dat.
Ve standardním případě nemůže žádná jiná aplikace číst tato data. Data jsou navíc
chráněna AES šifrou, jejíž klíč je chráněn pomocí RSA. RSA klíč je chráněn buď
odděleným bezpečnostním hardwarovým modulem nebo se odvozuje od hesla/pinu
obrazovky. V tomto případě jsou data protokolů zabezpečena a pro jejich získání
by škodlivá aplikace musela získat root oprávnění. Root oprávnění může aplikaci
přidělit buď uživatel zařízení, nebo aplikace může využít chyby v systému pro jeho
získání. V případě, že útočník má fyzický přístup k zařízení, může root oprávnění
získat.
Pokud root oprávnění přidělí škodlivé aplikaci uživatel, tato aplikace se může
vydávat za jinou aplikaci a tím získat oprávnění k rozšifrování AES klíče a ten dále
použít. Přidělení root oprávnění uživatelem zařízení se nedá nijak bránit.
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Využití systémové chyby, aby aplikace získala root oprávnění, nebývá časté, je-
likož tato chyba bývá v konkrétním sestavení systému pro daná zařízení a nejsou
způsoby, jak plošně pro větší skupinu zařízení získat root oprávnění.
V případě, že má útočník fyzický přístup k zařízení, lze získat root oprávnění
snadněji. Útočník tak může získat přístup k datům protokolu.
9.6.2 Bezpečnost během emulování karty
Systém zajišťuje, že službu pro HCE může spustit a zaslat jí APDU jednotky pouze
NFC rozhraní. Při emulování protokolu jsou jejich klíče rozšifrovány a uloženy v pa-
měti RAM. Standardně může aplikace přistupovat pouze k částem paměti RAM,
které sama používá. Útočník s root oprávněním může číst celou pamět RAM a data
získat.
9.6.3 Shrnutí bezpečnosti
Jak již bylo popsáno, pokud nemá škodlivá aplikace root oprávnění, lze bezpečnost
srovnat s klasickou čipovou kartou. V případě, že je karta nebo zařízení kartu emu-
lující odcizeno, útočník může tuto kartu nebo zařízení používat do té doby, než je
odvolána. Nicméně v případě odcizení zařízení útočník může získat klíče protokolu.
Proto by se mělo jednat o protokoly využívající tokenizace popsané v kap. 5.4, kde
útočník z klíčů protokolu nic dalšího nezíská.
Pokud ale uživatel zařízení udělí škodlivé aplikaci root oprávnění, je tato apli-
kace schopna získat klíče protokolu bez toho, aby to uživatel zjistil (zařízení mu
není odcizeno) a bez toho, aby měl útočník přístup k zařízení. Tomuto se bohužel
nedá zabránit a je nutno uživatele informovat o rizicích spojených s přidělením root
oprávnění cizím aplikacím.
9.7 Časová náročnost emulovaných protokolů
HM12 a HM14
Pro emulaci karty bylo použito zařízení Nexus 7 2013 edition a jako čtečka karet bylo
použito zařízení Sony Xperia T. Výsledky měření jsou průměr z 10 reálných emulací
pro každou část z obou protokolů. Sloupec „Karta“ zobrazuje čas od přiložení karty
ke čtečce do ukončení komunikace (lze oddálit kartu od čtečky). Sloupec „Celkem“




Z protokolu HM12 byla implementována část pro ověření atributu (ProveAtt).
A kromě měření na výše zmíněných zařízeních byla k dispozici čipová karta s tímto
protokolem a čtečka NFC s obslužným softwarem pro tento protokol.
Tab. 9.2 zobrazuje pro část ProveAtt protokolu HM12 doby trvání pro jednotlivé
kombinace emulované karty, čipové karty, NFC čtečky k PC a čtečky na zařízení se
sytémem Android. Časy jsou uvedeny v ms.
Tab. 9.2: Časová emulace protokolu HM12, část ProveAtt
Typ karty Typ čtečky Karta Celkem
emulovaná zařízení s Androidem 467,2 760,3
emulovaná čtečka k PC 629,6 -
čipová zařízení s Androidem - 4185,9
Sloupec „Karta“ a „Celkem“ zobrazují údaje popsané výše. Jelikož se na čipové
kartě a NFC čtečce k PC neprovádí časová měření nejsou v příslušných řádcích tyto
údaje uvedeny.
Z výsledků je patrné, že doba nutná pro ověření v případě emulované karty je
5x nižší než v případě klasické čipové karty.
9.7.2 Protokol HM14
U protokolu HM14 byly implementovány všechny jeho části. K tomuto protokolu
již nebyla k dispozici klasická čipová karta, proto veškeré měřené údaje jsou pouze
z výše zmíněných zařízení.
Tab. 9.3 zobrazuje pro jednotlivé části protokolu doby trvání. Časy jsou uvedeny
v ms.
Tab. 9.3: Časová emulace protokolu HM14
Část protokolu Karta Celkem
IssueAtt 1 801,4 955,8
IssueAtt 1 1511,5 1655
ProveAtt 833,2 1297,8
Části protokolu IssueAtt 1 a IssueAtt 2 slouží k inicializaci karty pro ověřo-
vání atributů. Během těchto částí se na kartě i na čtečce provádí výpočty a ukládají
klíče protokolů na zařízení.
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U části ProveAtt je čas ověřování atributu delší než u protokolu HM12 a to
především z důvodu posílání více dat mezi kartou a čtečkou. Posílá se necelých
2000 B a přenos těchto dat trvá kolem 400 ms.
9.8 Praktické použití HCE
Pomocí HCE lze emulovat libovolný protokol pro bezkontaktní čipové karty. Jelikož
v systému neexistuje spolehlivá ochrana dat protokolů, měly by se implementovat
pouze protokoly využívající tokenizace. Emulování výpočetně náročného protokolu
pomocí zařízení s Anroidem je rychlejší než na klasických čipových kartách, díky
tomu lze při návrhu protokolu implementovat bezpečnější protokoly.
Emulované i klasické karty lze číst a ověřovat i pomocí zařízení s Androidem.
V případě emulované karty musí mít tato karta povolenou emulaci i bez odemčení
zařízení. Pokud totiž k sobě přiložíme dvě odemčená zařízení s Androidem systém
nezačne emulovat kartu, ale použije Android Beam pro výměnu dat.
NFC antény používané na zařízeních s Androidem mají nižší citlivost na signál
než klasické čtečky a karty. V případě, že je zařízení používáno pro emulaci, je
nutno vědět, kde přesně je umístěna NFC anténa a tuto anténu přiložit přesně na
anténu čtečky. Není zde taková možnost mírného posunu mezi kartou a čtečkou jako
v případě použití klasické čtečky a klasické karty.
Obě aplikace, které byly v této práci vytvořeny, umožňují emulovat/ověřovat více
protokolů. Toto řešení je v praxi použitelné a umožňuje emulovat stávající protokoly




V této práci byla provedena analýza bezpečnostních prvků a opatření systému An-
droid. Tato analýza byla prezentována v teoretické části práce.
Při zkoumání možností, jak uložit citlivá data na zařízeních se systémem Android,
bylo zjištěno, že od verze 4.0 mohou aplikace standardně přidávat vlastní certifikáty
a jejich klíče. Tato data jsou šifrována AES algoritmem a klíč k jejich šifrování
je odvozen od pinu/hesla zámku obrazovky. Pro jeho využití je třeba mít telefon
zabezpečen pomocí tohoto zámku.
Od verze Android 4.3 je dostupné API, které na zařízeních vybavených Hardware-
Backed credentials storage umožňuje generovat a používat RSA klíče. Tyto klíče jsou
generovány v odděleném a zabezpečeném běhovém prostředí a při jejich používání
toto zabezpečené prostředí neopouští. Těmito klíči pak lze šifrovat vlastní citlivá
data. Toto API je v současné době dostupné pro 17 % zařízení na trhu.
Analýza secure elementu ukázala, že od verze 4.0 na něj lze přistupovat v testova-
cích podmínkách, ale pro jakoukoliv manipulaci nebo instalaci appletů jsou potřeba
Card Manager klíče, které nejsou dostupné. Proto secure element nelze použít pro
vlastní kryptografické operace.
Ve verzi Android 4.4 byla přidána možnost softwarové emulace bezkontaktních
čipových karet s komunikací pomocí NFC. Toto API je v současné době dostupné
pro 8,5 % zařízení na trhu.
Výkonnostní analýza modulárních aritmetických operací ukázala, že jejich pro-
vádění není závislé na verzi systému, ale na výkonu zařízení a bitové délce čísel.
Implementace protokolu HM12 proběhla úspěšně. V první verzi aplikace jsou
citlivá data ukládána nestandardním způsobem do bezpečnostního úložiště, které je
chráněno pinem/heslem pro odemčení obrazovky. Výstup z protokolu je zobrazen
na displeji zařízení pomocí QR kódu. Provedení výpočtu uživatelské části trvá na
výkonnějších zařízeních kolem 60 ms a na starších, méně výkonných zařízeních, kolem
250 ms, což je oproti 2 s na čipových kartách výrazné zlepšení.
Tato implementace s daty chráněnými pomocí zámku obrazovky a uloženými
nestandardním způsobem není ideální a mimo testovací účely by se neměla používat.
Stejně tak před každým použitím protokolu je potřeba odemknout zařízení, spustit
aplikaci a naskenovat QR kód, což není ani rychlé, ani uživatelsky přívětivé.
V další verzi byl implementován i protokol HM14 a byly vytvořeny aplikace pro
emulaci bezkontakních čipových karet a aplikace pro jejich ověřování. Tyto aplikace
zabezpečují data pomocí AES šifry. AES klíč je šifrován v Hardware-Backed nebo
Software-Backed úložišti pomocí RSA.
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Aplikace pro emulaci karet emuluje protokol, který je již implemetovaný na či-
pových kartách. Zařízení s NFC používající tuto aplikaci lze použít na stávající
infrastruktuře čteček a v součinnosti s klasickými čipovými kartami. Nebo lze pro
ověření karty (emulované i klasické) použít aplikaci pro ověřování karet vytvořenou
v této práci.
Softwarová emulace karty je výrazně rychlejší a trvá 760 ms oproti 4,1 s v případě
klasické karty.
Obě aplikace jsou navrženy, aby podporovaly více protokolů pro emulaci a ově-
řování a aby přidání dalšího protokolu bylo co nejjednodušší.
Tímto způsobem lze emulovat libovolný stávající nebo nový protokol. Bezpečnost
dat protokolů zde není stejná jako u klasické čipové karty a při fyzickému přístupu
k zařízení se dají tyto klíče získat. Proto je vhodné emulovat pouze protokoly, které
využívají tokenizace. Zařízení s Androidem v dnešní době poskytují řádově vyšší
výpočetní výkon, než jaký má čipová karta. Proto lze při návrhu protokolu navrh-
nout bezpečnější protokol, který používá složitější výpočetní operace, případně čísla
s větší bitovou délkou.
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e = H(A, A¯, Aseed, ¯Aseed, C1, C2, C¯1, C¯2)
z1 = r1 − eKSw1
z2 = r2 − eKSw2
z3 = r3 − eKSwRR
zS = rS − eKS
























= H(A, A¯, Aseed, ¯Aseed, C1, C2, C¯1, C¯2)
Obra´zek 1. ProveAtt Protocol in detail
KS ∈R {0, 1}l - na´hodneˇ generovane´ cˇ´ıslo KS o de´lce l bit˚u
H - hash SHA-1 s vy´stupem 160 bit˚u
Aseed, g1, g2, g3, n, w1, w2, wrr - zada´no
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B OBSAH ELEKTRONICKÉ PŘÍLOHY
Přiložený archiv obsahuje tyto soubory a složky:
• DiplomovaPrace.pdf - elektronická verze této práce;
• SemestralProject.apk - vytvořená aplikace s přenosem dat přes QR kód,
pro instalaci nakopírovat do telefonu a spustit (nutno mít povoleno: Nastavení
- Nastavení aplikací - Neznámé zdroje);
• SemestralProject - složka obsahující kompletní zdrojové kódy aplikace Se-
mestralProject z IDE Eclipse;
• CardLibrary - složka obsahující kompletní zdrojové kódy knihovní aplikace
CardLibrary z IDE Eclipse;
• CardEmulation.apk - vytvořená aplikace pro emulování čipových karet, pro
instalaci nakopírovat do telefonu a spustit (nutno mít povoleno: Nastavení
- Nastavení aplikací - Neznámé zdroje), v případě, že je na zařízení „Pouze
softwarové“ bezpečnostní úložiště (Nastavení - Zabezpečení - Úložiště pověření
- Typ úložiště), je nutno na zařízení nastavit zámek obrazovky na PIN/heslo;
• CardEmulation - složka obsahující kompletní zdrojové kódy aplikace Car-
dEmulation z IDE Eclipse;
• CardReader.apk - vytvořená aplikace pro ověřování čipových karet, pro in-
stalaci nakopírovat do telefonu a spustit (nutno mít povoleno: Nastavení -
Nastavení aplikací - Neznámé zdroje), v případě, že je na zařízení „Pouze soft-
warové“ bezpečnostní úložiště (Nastavení - Zabezpečení - Úložiště pověření -
Typ úložiště), je nutno na zařízení nastavit zámek obrazovky na PIN/heslo;
• CardReader - složka obsahující kompletní zdrojové kódy aplikace CardRea-
der z IDE Eclipse;
• trace.bat - dávkový soubor pro stažení logu ze zařízení a jeho zobrazení.
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