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This paper discusses a Pascal implementation f a fast recursion formula for multiplicities of 
dominant weights in finite-dimensional irreducible modules for simple complex Lie algebras. 
The formula (a modification of Freudenthal's) and an algorithm for direct computation of the 
dominant weights are described in R. V. Moody, J. Patera, Fast recursion formula for weight 
multiplicities, Bull. Amer. Math. Soc. 7 (1982), 237-242. The program is interactive and was 
developed on the CDC Cyber 835. The user specifies a Lie algebra nd a highest weight; the 
program computes the dominant weights and multiplicities faster than previous 
implementations of Freudenthal's formula. All computations are exact. 
1. Background 
The formula of Freudenthal (1954a, b, 1956) gives an algorithm for computing multiplicities 
of weights of finite-dimensional irreducible modules for semisimple complex Lie algebras. 
Computer implementations of this formula have been described in Agrawala & Belinfante 
(1969), Beck & Kolman (1972), Kolman & Beck (1973a, b), Krusemeyer (1971), and 
McKay et al. (1977). The Pascal program discussed here uses the fast recursion formula 
of Moody & Patera (1982), which includes an algorithm for direct computation of the 
dominant weights and a more efficient multiplicity formula derived from Freudenthal's by 
exploiting the Weyl group. 
Let L be a simple complex Lie algebra of rank l, with a Cartan subalgebra H, Weyl 
group W, simple roots ~ . . . . .  ~1 and fundamental weights ;t 1 . . . . .  2~ spanning the real 
vector space E _~ H*, and simple reflections cq . . . . .  ~r~. (For basic Lie theory and notation 
see Humphreys, 1972.) For the irreducible module V(JJ of highest weight ,t, Freudenthal's 
formula states 
o0 
{(2+~5, 2+6)--(#+~, #+~5)}m(#) = 2~ ° t~=l m(#+i~)(#+i~, ~), (1) 
where m(#) is the multiplicity of the weight fl, 
1 
i= l  
and the outer sum is over the positive roots. The inner sum contains only finitely many 
non-zero terms. This formula allows recursive computation of multiplicities, starting with 
m(2) = 1 and continuing with layers 1, 2, 3,.. ;, where 
l 1 
l ayer (#)=~ q, for #=2-~ cia~. 
i~l l~l 
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Formula (1) is typically too time-consuming for hand computation when l> 5 and 
dim V(2)>100 and for electronic computation when />10 and dim V(2)> 10000. 
However, with the method of Moody & Patera multiplicities may, as shown below, be 
efficiently computed for algebras of higher ank and modules of much higher dimension. 
Given a dominant weight 
l 
# = i;1 m,2i, 
let S(g) be the subgroup of W stabilising #; S(/~) is generated by {a~:iET} where 
T={i:mi=O}. The group S(#), generated by S(#) and the negative of the identity 
transformation E, decomposes the root system into orbits O t . . . . .  Ot where each orbit 
Oj contains a unique positive root 
l 
we have cj~ >i 0 for 1 ~<j ~< t, ie T. Writing [O~l for the size of Oj, the formula of Moody and 
Patera states 
t 
{(2+8, 2+c5)-(#+a, #+a)}m(#) = 2 laj[ ~ m(#+i{j)(#+ i~j, ~), (2) 
J=l l= l  
where again the inner sum is in fact finite. 
An algorithm for computing the dominant weights of V(2) directly (i.e. without any 
non-dominant weights) is also given by Moody & Patera. This algorithm and formula (2) 
together allow, in most cases, much faster computation ofmultiplicities. This superiority 
is especially obvious when most of the dominant weights have many zero coefficients in 
the icbasis. Such a weight has few ~j; hence the Iojl will be large, giving much compression 
from (1) to (2). Modules in which few dominant weights have many zero coefficients do 
not often arise in practice with higher ranks (say l>~ 5) since, in general, such modules 
have very high dimensions and very many dominant weights; hence the computation is 
not feasible by any known method. 
2. A Pascal Implementation of the Fast Recursion Formula 
The program computes the dominant weights and multiplicities of a given module for a 
given Lie algebra. During execution the user selects a simple Lie algebra with 
l ~< MAXRA~qK (a constant defined by the program) and specifies an irreducible module by 
its highest weight 2. To compute with l > MAXRANK it suffices to redefine MAXRANI¢ and 
recompile. The program accepts any 2 with dim V(2) ~< MAXnqT (a constant defined by the 
Pascal compiler); execution times may be impractical when the number of dominant 
weights is greater than 100. Some remarks on the implementation follow. 
(i) Computation of roots and weights: The positive roots of the Lie algebra and the 
dominant weights of the module are stored in separate singly-linked lists. Arrays are 
inappropriate (the number of roots and weights varies greatly depending on the algebra 
and module) and doubly-linked lists are unnecessary (there is no need to search forward 
in either list). 
Each record in the root-list contains the root in the e~- and L~-bases and its orbit-size 
(for when the root is a ~j). The roots are generated by the weight algorithm of Dynkin 
(1957) applied to the adjoint representation. Computation is interrupted when the zero 
vector is obtained; all positive roots and no negative roots have then been generated. The 
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algorithm uses the 2~-basis; the c~t-basis expressions are also needed (for determining the 
orbit-sizes of the ~j). 
Each record in the weight-list contains the weight in the 2t-basis, its depth, level and 
multiplicity. (The depth of # is the smallest number of positive roots that must be 
subtracted from 2 to obtain #; the level is 2(#, p)+ 1 where (p, cq)= 1 for all i.) The 
weights are computed from 2 by the algorithm of Moody & Patera, which orders them by 
depth (called "layer" in their paper). The list is bubble-sorted by decreasing level; this 
order is required by the multiplicity computation. (All the dominant weights have levels 
no larger than that of 2.) Since modules with up to 100 dominant weights can be 
efficiently handled, performance might be improved by another sorting algorithm. 
(ii) Computation of multiplicities: The implementation f the Moody-Patera formula 
(2) is structured as follows. First, m(2) is set to 1; then a pointer starts linking through the 
weight-list. For each weight the cj are determined by a search through the root-list: in 
each record the orbit-size is set to zero if the root is not a cj, otherwise it is set to the 
correct positive value. To compute the double sum there is another search through the 
root-list (for the outer sum); for each root the finite inner sum is calculated (after the first 
zero term, all terms are zero). These two root-list searches should be combined as one. If 
# + i~j is not dominant, a sequence of simple reflections makes it dominant; the equal 
multiplicity of the resulting weight (of higher level) has already been computed. Finally, 
the double sum is divided by the difference of the scalar products and the multiplicity is 
stored. 
(iii) Check of the computation: The program calculates dim V(2) in two ways. First, it 
is obtained from the multiplicities of the weights and their orbit-sizes under W; second, it 
is obtained using Weyl's dimension formula. Equality of the two values increases 
confidence in the multiplicity computation. 
(iv) Computation of the orders of stabiliser subgroups of W: To compute an 10~1 or the 
orbit-size of a weight under W, it suffices to be able to compute the order of the subgroup 
of W stabilising a given weight. The order of the stabiliser depends only on the location of 
the weight's zero and non-zero coefficients in the 2~-basis: write the coefficients on the 
Dynkin diagram and delete the non-zero nodes; the order of the stabiliser is the product 
of the orders of the Weyl groups of the resulting subdiagrams. A doubly-linked list 
containing 1records is created; each record is set to zero or one corresponding tozero and 
non-zero coefficients. Procedures search through the list to determine sublists of records 
containing zeros. The author is indebted to Randy Funk for the implementation f this 
algorithm. 
(v) Integer arithmetic: Integer variables are used exclusively. For example, ach inverse 
Cartan matrix is multiplied by the determinant of the corresponding Cartan matrix; the 
determinant is stored separately. (The inverse Cartan matrix is used to convert from the 
2~-basis to cq-basis.) Integer arithmetic allows exact computation of multiplicities, ince 
they are always integral and often so large that real arithmetic would give only 
approximate r sults. 
3. Comparison With Previous Implementations 
Two early implementations are described in Agrawala & Belinfante (1969) and 
Krusemeyer (1971). The former program took on average 2.5 seconds to compute all 
weights (dominant and non-dominant) and multiplicities for each module in a sample 
with l ~< 8 and dim V(2) 4 1000. Neither paper gives times for specific modules. 
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Table 1. An example of the program's execution 
input the name of the lie algebra. 
a2-8, b2-8, c2-8, d4-8, e6-8, f4, g2, a0 to stop: 
? e8 
the dynkin diagram (bourbaki numbering) 
2 
1 3 45  678  
compute the positive roots ? 
y/n: 
?Y 
number of positive roots: 120 
display the positive roots ? 
y/n: 
?n  
compute the dominant weights ? 
y/n: 
?y 
input the highest weight in the basis of fundamental dominant weights 
(bourbaki numbering) on one line. 
? 1 1 0 0 0 0 0 2  
is it correct ? 
y/n: 
?y 
number of dominant weights: 58 
display the dominant weights ?
y/n: 
?n  
compute the multiplicities ? 
level weight multiplicity 
1 345 1 1 0 0 0 0 0 2 1 
2 343 1 1 0 0 0 0 1 0 1 
3 337 0 0 0 0 1 0 0 2 4 
4 335 0 0 0 0 1 0 1 0 4 
5 333 1 0 1 0 0 0 0 1 6 
6 331 0 2 0 0 0 0 0 1 7 
7 329 0 0 0 1 0 0 0 1 22 
8 323 1 0 0 0 0 0 1 2 16 
9 321 1 0 0 0 0 0 2 0 16 
10 321 2 1 0 0 0 0 0 0 21 
11 319 1 0 0 0 0 1 0 1 72 
12 319 0 1 1 0 0 0 0 0 72 
13 313 i 0 0 0 1 0 0 0 204 
14 311 0 i 0 0 0 0 0 3 56 
15 309 0 1 0 0 0 0 1 1 218 
16 305 0 I 0 0 0 1 0 0 555 
17 301 2 0 0 0 0 0 0 2 224 
18 299 0 0 1 0 0 0 0 2 620 
19 299 2 0 0 0 0 0 1 0 544 
20 297 0 0 1 0 0 0 1 0 1410 
2i 289 0 0 0 0 0 0 1 3 171 
22 287 1 1 0 0 0 0 0 l 3405 
23 287 0 0 0 0 0 0 2 1 603 
24 285 0 0 0 0 0 1 0 2 1622 
25 283 0 0 0 0 0 1 1 0 3430 
y/n~ 
?y 
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Table 1--cont. 
26 279 0 0 0 0 1 0 
27 277 3 0 0 0 0 0 
28 275 1 0 1 0 0 0 
29 273 0 2 0 0 0 0 
30 271 0 0 0 1 0 0 
31 267 1 0 0 0 0 0 
32 265 1 0 0 0 0 0 
33 261 1 0 0 0 0 1 
34 253 0 1 0 0 0 0 
35 251 0 1 0 0 0 0 
36 243 2 0 0 0 0 0 
37 241 0 0 1 0 0 0 
38 233 0 0 0 0 0 0 
39 231 0 0 0 0 0 0 
40 229 1 1 0 0 0 0 
41 229 0 0 0 0 0 0 
42 227 0 0 0 0 0 1 
43 221 0 0 0 0 I 0 
44 209 1 0 0 0 0 0 
45 207 1 0 0 0 0 0 
46 195 0 l 0 0 0 0 
47 185 2 0 0 0 0 0 
48 183 0 0 1 0 0 0 
49 175 0 0 0 0 0 0 
50 173 0 0 0 0 0 0 
51 169 0 0 0 0 0 1 
52 151 1 0 0 0 0 0 
53 137 0 1 0 0 0 0 
54 117 0 0 0 0 0 0 
55 115 0 0 0 0 0 0 
56 93 1 0 0 0 0 0 
57 59 0 0 0 0 0 0 
58 1 0 0 0 0 0 0 
dimension of representation: 
3191795712000 
weyl dimension formula gives 
3191795712000 
continue with e8 ? 
y/n: 
?n 
input the name of the lie algebra. 
a2-8, b2-8, c2-8, d4-8, e6-8, f4, g2, aO to stop: 
? aO 
time: 12.53 seconds 
space: 12049 60-bit words 
0 1 7932 
0 0 1344 
0 0 7770 
0 0 7840 
0 0 17440 
0 3 4036 
1 1 17803 
0 0 37650 
0 2 38724 
1 0 79118 
0 1 78744 
0 1 161688 
0 4 9576 
1 2 81945 
0 0 322252 
2 0 162360 
0 1 323946 
0 0 631564 
0 2 635616 
1 0 1213994 
0 1 2293676 
0 0 2291408 
0 0 4262734 
0 3 1224720 
1 1 4267818 
0 0 7813194 
0 1 14126812 
0 0 25220384 
0 2 25226152 
1 0 44502550 
0 0 77661920 
0 1 134129408 
0 0 229393920 
A th i rd  imp lementat ion  is descr ibed in Beck & Kotman (1972) and Ko lman & Beck 
(1973a,  b). Th is  p rogram took  90 seconds to compute  all weights and mult ipl ic ites for  an 
F4 -modu le  of d imens ion  226 746. The author 's  p rogram took 2.45 seconds to compute  the 
dominant  weights (there are 29) and multipl icit ies. 
The  program descr ibed by McKay  et al. (1977) took  820 seconds to compute  a subset 
o f  the  weights  and mult ipl ic it ies for an ET-module of d imens ion  6480. The author ' s  
p rogram took  less than 1 second to compute  the dominant  weights (there are only 3) and 
mul t ip l i c i t ies .  
The  example  in Tab le  1 could not have been computed  by any previous program,  as 
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there are over 22 000 000 weights altogether. With the dominant weight algorithm and the 
fast recursion formula of Moody & Patera the 58 dominant weights and multiplicities of 
this Eg-module of dimension 3 191 795 712 000 can be determined in under 13 seconds. 
A modified non-interactive version of the author's program computed the tables in 
Bremner et al, 0985). Total computation time for the first 52 modules in each class with 
l~< 8 was 4689.6 seconds, an average of 1.13 seconds per module. Here dim V(2) goes 
above 500000000000, comparing very favourably with the sample of Agrawala & 
Belinfante (1969). 
4. Availability of the Program 
A copy of the program may be obtained from the author at the Department  of 
Mathematics, Yale University, Box 2155 Yale Station, New Haven, CT 06520, U.S.A. 
I thank Prof. J. McKay, Prof. R. V. Moody and Dr J. Patera for their assistance. This research 
was supported in part by Concordia University, Montreal and the Government of Quebec 
(Canada). 
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