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Academic and practitioner research shows that spreadsheet errors are prevalent in spreadsheet models and that
occasionally these errors cause organisations significant financial loss. A considerable body of research literature
now exists on spreadsheet errors and methods to reduce the impact of these errors through technical or
organisational approaches. This paper critically examines the literature on spreadsheet error reduction methods and
suggests areas and directions of research that would benefit the development of the specific spreadsheet research
projects and assist in the mitigation of spreadsheet error.
Keywords: end user computing, spreadsheet risks
.

Volume 25, Article 34, pp. 413-424, November 2009
The manuscript was received 3/10/2009 and was with the authors 1 month for 1 revision.

Volume 25

Article 34

A Review of Spreadsheet Error Reduction Techniques

I. INTRODUCTION
End user development (EUD) describes the activity of end users creating end user applications and information
systems using end user software. End user software includes, but is not limited to, word processing software,
spreadsheet software, database software and presentation software. Of these end user tools, the most prolific is
spreadsheet software, as noted by several authors [SERP 2006; Davies 1987; Jenne 1996; Taylor et al., 1998;
Panko and Halverson 1996] (see figure 1).
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Figure 1. End User Tool Usage [SERP 2006]

Spreadsheet Error
Spreadsheet error is evident in at least 30 percent of all spreadsheet models [Panko 1999]. An example of the
impact a spreadsheet error can have in industry was the loss of $24 million by Trans Atlanta Corporation due to a
copy and paste error when using a spreadsheet to bid for energy contracts in New York, USA [EuSpRIG 2006]. The
loss experienced by the Trans Atlanta Corporation is one example of many where spreadsheet errors have caused
significant financial loss in organisations.
If one were to consider smaller organisations, evidence collected from Powell et al., [2009] shows that in 50
spreadsheets from five organizations, the error rates present ranged between one and five percent. The
spreadsheets were taken from: two small consulting companies, a large financial firm, a large manufacturing
business, and one undisclosed organisation. The impact of these errors is highly variable: in one case, an error
caused a cell to be 416.5 percent of its intended value; in another spreadsheet, four separate errors caused the
bottom line to be incorrect by over $100,000,000. So it is clear that, large or small, organisations have a spreadsheet
error problem.
Reliance on spreadsheet technology for decision support is therefore risky. An example such as Trans Atlanta
Corporation is high profile, while smaller organisations escape this level of publicity. It is likely that smaller
organisations have lost relatively substantial amounts of money but haven‟t received the same sort of media
attention.

A Review of Spreadsheet Error Reduction Techniques
Examples of spreadsheet error research comprise experiments, taxonomies of spreadsheet error, observations of
spreadsheet error in practice, technical solutions to reduce spreadsheet error, theories on spreadsheet error
management, manual auditing methods and auditing software.
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Spreadsheet Error Types
For simplicity, this paper uses the definitions of error types that are most widely cited in spreadsheet literature
[Panko and Halverson 1996]. These definitions are not necessarily the most thorough, but are the easiest to apply.
Other definitions of spreadsheet error types are neatly summarised in Panko [2009].
Panko and Halverson [1996] split spreadsheet error into quantitative and qualitative types. Within the quantitative
error type, Panko and Halverson [1996] discuss three areas of „known error‟: mechanical, logical and omission. No
detailed explanation is given of the qualitative error type.
Mechanical errors in spreadsheets, according to Panko and Halverson [1996] are:
… simple mistakes, such as mistyping a number or pointing to the wrong cell
From this definition, one can conclude that both mistyping and incorrect cell referencing are mechanical errors.
However, it is not clear if syntactical errors are mechanical errors or logic errors, i.e., mistyping the syntax of a
command.
Panko and Halverson [1996] define logic error as:
… entering the wrong formula because of a mistake in reasoning
Logic error is therefore based upon the domain knowledge of an individual and the implementation of that
knowledge in a spreadsheet. Panko [2005] notes that logic errors are harder to detect and correct than mechanical
errors.
Panko and Halverson [1996] define omission error as, ―when something is left out‖, and comment that this type of
error is the most dangerous and the most difficult to detect, a point of view shared by Colver [2007].
Given the definition, omission error can account for anything that is left out of the spreadsheet. This may be the
omission of a cell containing a figure in a sum calculation or it may be the omission of a constraint in a rule. This
means that omission error has a very broad definition and potentially crosses over with other error types.
Panko and Halverson‟s definitions of error types are heavily influenced by human error taxonomies, such as Reason
[1990] and Allwood [1984].

II. ERROR REDUCTION METHODS
Research on error reduction in spreadsheets is the other distinct research subset that exists in spreadsheet error
research.
As discussed below, error reduction research includes lab based auditing, modified software engineering
methodologies, and automated tools. Studies of error reduction usually emphasise the effectiveness of an
approach, i.e., the effectiveness of a method at preventing, detecting, or reducing error in spreadsheets. This
includes subjects as diverse as: manual auditing, software engineering principles, error reduction, or prevention
software.

Manual Auditing Methods
Manual auditing is the process of manually checking spreadsheets after creation, using the spreadsheet application
and the skill of the auditor. Manual auditing has two separate approaches: individual audit and team audit.
Individual auditing is the process of an individual auditor checking a spreadsheet for mistakes. Research conducted
on individual spreadsheet auditing all tends to follow a similar primary experimentation approach. Typically, studies
present participants with a spreadsheet seeded with errors which they are required to audit and correct any mistakes
found. The researcher then measures the effectiveness of the audit based on the number of mistakes detected and
corrected.
Galletta et al. [1993] presented the participants of their study with a model seeded with errors. The participants were
asked to analyse the model and find the errors. The study sampled a range of participants with differing spreadsheet
development experience. Galletta found, on average, that 56 percent of the seeded errors were discovered.
Interestingly the study found that experienced spreadsheet users were quicker at auditing the model but not
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significantly more accurate. Galletta et al. [1997] extended Galletta et al. [1993] with a larger scale study: the same
task was used as the 1993 experiment and a similar detection rate of 51 percent was observed. Panko [1999]
conducted a similar auditing experiment to that of Galletta [1993]. Panko found that individual auditors found 63
percent of seeded errors.
Howe and Simkin [2006] offer a similar experiment to that of Galletta [1993] and Panko [1999]. In this study,
participants were asked to audit an error seeded spreadsheet. On average, 67 percent of errors were detected.
Statistical analysis of demographic information revealed that age, academic ability, and level of education all
improved the participant‟s ability to detect errors.
From the available literature [Galletta et al., 1993; Galletta et al., 1997; Panko 1999; Howe and Simkin 2006], error
detection rates using auditing detect approximately 50-60 percent of seeded errors. See Table 1 for a summary of
individual audit experiments.
Table 1. Audit Experiments Summary [adapted from Panko 2008]
Study
Subjects
Galletta et al. [1993]
Masters of Business Administration
students
Galletta et al. [1997]
Masters of Business Administration
students
Panko [1999]
Undergraduates working alone
Undergraduates working in groups of
three
Howe and Simkin [2006]
Undergraduates

Sample
60

% errors detected
56%

113

51%

60
60

63%
83%

228

67%

The team, or peer, audit differs from individual audits since several auditors work on the same spreadsheet.
Researchers suggest that team auditing may have a better error detection rate than individuals (see Table 1). Panko
[1999] found that team auditing (groups of three) found 83 percent of errors, as opposed to 63 percent with
individual auditors, a finding echoed by Vemula et al. [2006]. Based on this evidence, team auditing appears to be
more effective than individual auditing.
The principle of team auditing being superior to individual auditing was recently demonstrated at the EuSpRIG 2007
annual conference. A simple error seeded spreadsheet was given to nine individuals and one group of three to audit.
After an hour of auditing, individuals on average found 43 percent of errors and the group of three found 74 percent
of errors.

Software Engineering Methods
Researchers have sought to apply software engineering methods to spreadsheets to reduce error [Rajalingham et
al., 2000; Burnett et al., 2001; Grossman 2002; Burnett et al., 2003; Yirsaw et al., 2003; Burnett et al., 2004;
Grossman and Ozluk 2004; Pryor 2004; Panko 2006].
Considering that the origins of software engineering were the software crisis (i.e., poor quality software), adapting
such techniques to spreadsheets is a promising concept.
The focus of software engineering research in spreadsheets varies. Some researchers investigate spreadsheet best
practice [Grossman 2002], some investigate structured development in spreadsheets [Burnett et al., 2003] and
others examine spreadsheet testing [Panko 2006].
Some researchers [Grossman 2002; Burnett et al., 2004] suggest that spreadsheet error can be managed by
adapting software engineering methods to create a special discipline called “spreadsheet engineering”.

Spreadsheet Engineering
Grossman [2002] presents eight principles for a spreadsheet engineering methodology:
1.
2.
3.
4.
5.
6.
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Best practice can have a large impact
Lifecycle planning is important
A priori requirements specification is beneficial
Predicting future use is important
Design matters
Best practice is situation dependent
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7. Programming is a social, not an individual activity
8. Deployment of best practices is difficult and consumes resources
Grossman discusses challenges in a spreadsheet engineering methodology, identifying the need for a taxonomy of
spreadsheet user experience. Grossman [2002] notes that a consensus on practices to improve spreadsheet quality
is difficult, since quality in spreadsheet modelling is a subjective issue. This is a notion supported by Colver [2007],
who remarks that “best practice‖ is a contentious issue, because the application of best practice approaches often
contradict one another.
Rajalingham et al. [2000] discuss a structured methodology for spreadsheet modelling using data diagrams and
modularisation of spreadsheets. Rajalingham et al. [2000] consider traditional approaches to data modelling through
the use of entity relationship (ER) diagrams [Chen 1975] and Jackson‟s structured diagrams (JSD) [Jackson 1975].
The research demonstrated that using JSD, spreadsheets can be modularised, which aids the future maintenance of
the model. However, this approach would require spreadsheet modellers to know how to apply JSD and, in practice,
would require training.
Burnett et al. [2003] discusses end user software engineering in spreadsheets giving “user assertions” (pointers to
potential errors) for debugging a spreadsheet. The assertions assisted the spreadsheet modellers to detect and
correct spreadsheet errors that would have otherwise been missed. Burnett et al. [2004] suggest that, since
spreadsheet modellers are not IS professionals, it is more practical to use a small feedback loop rather than a
comprehensive SDLC-based approach. The results of their experiment showed that spreadsheet modellers found
this new feedback approach easier to put into operation than a strict software engineering approach.
Grossman and Ozluk [2004] extend previous work on spreadsheet engineering principles, Grossman [2002], to give
a more traditional adaptation of the SDLC:
1.
2.
3.
4.
5.
6.
7.
8.
9.

Modelling
Development parameters
Design
Programming
Quality Control
Debugging
Documentation
Usage
Modification

This spreadsheet engineering framework takes special consideration of how spreadsheet models are used in
practice. In particular, stages 8 (usage) and 9 (modification) acknowledge that the use of a spreadsheet may change
and that the spreadsheet may be modified in the future. However, Grossman and Ozluk [2004] provide only the
theoretical benefits and they do not include any data to indicate if this approach improves quality in practice.
Rust et al. [2006] demonstrate the potential of test driven development (TDD) as a means to develop spreadsheets.
They found that by using TDD to develop spreadsheet models, the quality of the resulting spreadsheet model
potentially increased. Test driven development is a software development approach based upon writing test cases
first and then producing code which satisfies the tests. This approach seems to be particularly suited to
spreadsheets since it scales down to the relative simplicity of spreadsheet models. The application of a more
traditional software development approach, such as the waterfall model, would be infeasible and inappropriate for
spreadsheet models.
In conclusion, spreadsheet engineering is grounded in software engineering principles that can provide theoretical
benefits. However, establishing „spreadsheet engineering‟ will take more time and research.

Spreadsheet Testing
There are few studies which provide testing strategies for spreadsheets, although testing is identified as an
important consideration for reducing error [Panko 2006].
Burnett et al. [2001] provides a testing methodology designed to help users locate errors before the model is
implemented. They combine a testing methodology with an interactive audit tool which indicates potentially
erroneous cells on the spreadsheet.
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Pryor [2004] adapts software engineering tests [Pressman and Ince 2000] to synthesize a technique suitable for
spreadsheets. Pryor suggests the following tests: Unit testing (individual units as the spreadsheet is developed);
System testing (the performance of the spreadsheet as a whole); Regression testing (comparing the spreadsheet
with its predecessors); and Acceptance testing (user acceptance of the spreadsheet). Whilst this method is proven
in software engineering [Pressman and Ince 2000], Pryor [2004] offers no data to suggest that such an approach is
effective in spreadsheets.
Yirsaw et al. [2003] describe a software engineering debugging method applied to spreadsheets, which applied a
method called „interval based testing‟ to spreadsheets. Interval based testing is a „dynamic‟ testing method intended
to be used as the spreadsheet is being developed. Yirsaw argues that interval based testing allows spreadsheet
modellers to detect errors before they are implemented. However, no practical evidence is provided to show that
modellers can use this approach or any indication of spreadsheet error detection rate.
Panko [2006] summarises testing techniques for spreadsheets and recommends a strategy for spreadsheet testing.
This strategy advocates that testing should account for 25 to 40 percent of all spreadsheet development time. It also
suggests that specific testing methodologies, such as the Fagan method [Fagan 1986] , should be used on planning
documents as well as spreadsheets. The Fagan method is an iterative testing cycle conducted by a team of testers.
The Fagan method has been shown to reduce defects by 80 to 90 percent.

Spreadsheet Auditing Software
Research into spreadsheet auditing and testing has led to development of partially automated software tools. These
tools appear as software add-ins to the standard spreadsheet application. These tools offer automated auditing
functions, spreadsheet control functions, and alternative spreadsheet programming environments. Spreadsheet
auditing software is defined as a third party vendor add-in which performs auditing functions.
Spreadsheet auditing software has two basic methods, which are referred to as: standard and specialised. Standard
auditing functions include cell dependency tracing, collating and displaying of formulae, and indication of potentially
erroneous formulae. Typically, the auditing software provides a number of graphical representations of the
spreadsheet, such as a “formula map”.
Specialised auditing functions have applications in particular industries, usually in addition to standard functions. For
example, Spreadsheet Auditing from Customs and Excise (SpACE), as discussed by Butler [2000], performs a
variety of “standard” auditing functions and has “specialised” functions that relate VAT calculations. There are many
examples of spreadsheet auditing software, which generally have a similar functionality. However, there are some
pieces of software that offer novel features to reduce spreadsheet error.
A novel approach is taken by XLAnalyst. This software offers standard audit functionality but also attempts to
quantify spreadsheet risk. The risk calculation is based upon the potential errors found in that spreadsheet.
Research shows that when faced with a large volume of spreadsheets, it is infeasible to audit all of them [Nash and
Goldberg 2005; Butler 2000; Pryor 2004, 2003].Software such as XLAnalyst, which could prioritise the spreadsheets
according to risk, would address auditing issues raised by many authors [Nash and Goldberg 2005; Butler 2000;
Pryor 2004; Pryor 2003].
However, measuring risk in spreadsheets is particularly difficult [Madahar et al., 2007].To date, there is no agreed
mechanism for measuring risk in spreadsheets. Research on spreadsheet risk management and classification
conducted by Madahar et al. shows some potential on reaching an acceptable risk classification model. However,
this model has yet to be evaluated fully in practice.
Clermont presents a tool for auditing spreadsheets in a series of papers [Clermont and Mittermeir 2002; Clermont
2003; Clermont and Mittermeir 2003; Clermont 2004]. Clermont‟s software tool kit allows the user to visualise large
spreadsheets. The visualisation process converts spreadsheets into hierarchical and graphical based
representations. The visualisation is based upon the logical areas of a spreadsheet, the semantic classes, and the
data modules. Visualisation allows modellers to spot inconsistencies in data and erroneous values. Clermont and
Mittermeir [2002] demonstrate the visualisation tool kit on spreadsheets gathered from industry. The tool kit found
241 material errors in three real-world spreadsheets from a company claiming the spreadsheets were “error free”.
However, the actual auditing was done by the creators of the tool kit. Therefore, the practical usability of these tools
remains unclear. A study into the usability of the kit by spreadsheet practitioners would reinforce the value of this
work.
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Nixon and O‟Hara [2001] underline weaknesses in spreadsheet auditing software by experimenting with auditing
packages and an error seeded spreadsheet. The research found that the auditing software could detect close to 80
percent of the errors in the spreadsheet. For example, the auditing software, using Panko and Halverson‟s [1996]
error types, was found to be strong at detecting mechanical and logic errors but poor at detecting omission errors.
Further, Nixon and O‟Hara stress that audit software can only indicate where errors potentially lie, the effectiveness
of the software is therefore still partially dependant on the skill of the auditor.
Flood and McDaid [2007] present a novel approach to debugging spreadsheets using voice recognition auditing
software. However, the results showed that debugging the spreadsheets by voice took almost twice as long and
detected 15 percent less errors when compared to traditional spreadsheet auditing methods.

Spreadsheet Control Software
Spreadsheet control software is defined as software that allows the management of spreadsheet models by
controlling how spreadsheets are used. There are currently two types of control mechanism; centralised and
decentralised.
Centralised control mechanisms, such as Google spreadsheets, require modellers to use or download spreadsheets
from a central server, modify them, and then replace them. These systems keep copies of previous versions so that
if a mistake is made, a rollback can be performed. Modellers who wish to use or download spreadsheets have to log
into a server and all changes to the spreadsheet are recorded providing an audit trail.
Decentralised control systems place controls on the users‟ PCs to monitor spreadsheet usage and modification.
Typically these systems employ agent technologies that monitor spreadsheet modification and make comparisons
between versions of the same spreadsheet. Any changes to the spreadsheet are recorded and attributed to a user,
providing an audit trail.
“Telltable” is a centralised control mechanism developed by Nash [Nash 2003; Nash and Goldberg 2005]. The
product allows the user to track changes and rollback to previous versions. This software also has standard auditing
capabilities. Two observations can be made of centralised control mechanisms; firstly, the need for investment in
technology, and secondly, a change in „normal‟ use of spreadsheets. Investment in technology may be necessary to
adopt a centralised system; for example, a suitable application server may need to be purchased. „Normal‟ use of
spreadsheets is defined as spreadsheet software residing on a modellers own PC, which they open and use on their
PC. A centralised system requires a hosted or downloadable spreadsheet.
One approach to utilising agent technologies in spreadsheets to reduce spreadsheet error is proposed in Thorne et
al. [2003]. Baxter [2004] presents a decentralised control system that uses agents to monitor change in
spreadsheets. Agent software monitors spreadsheets on a network and once a change is recorded, two versions of
the same spreadsheets are analysed for differences. A report is then generated, identifying changes and by whom
those changes were made, providing an audit trail.
The approach of Baxter [2004] does not require the investment in infrastructure or centralisation of spreadsheet
software that Nash [2003] and Nash and Goldberg [2005] require. However, it does make use of decentralised agent
technology, which attracts criticism. For example, Nwana and Ndumu [1999] note security as a primary concern in
agent technologies, whilst other criticisms of the technology include increased loading on LAN bandwidth and
unsatisfactory transaction control mechanisms.

Alternative Spreadsheet Programming Environments
Alternative spreadsheet programming environments are defined as non conventional methods for programming
spreadsheets. Conventional spreadsheet programming methods are defined as the traditional matrix analogy using
cells and formulae, such as Microsoft Excel or Lotus 123.
Thorne and Ball [2009] discuss a novel approach to representing decision support spreadsheet models called
Example Driven Modelling (EDM). This technique uses attribute classifications (user generated example input and
output) and Neural Networks to create equivalent spreadsheet models. EDM has been shown to be more tolerant to
user error than equivalent spreadsheet models and addresses some of the human factor issues identified by Panko
[1999].
Paine [2001] presents “Model Master” a tool for backward engineering and creating spreadsheets. Model Master
converts spreadsheets into precise mathematical notation, with the output resembling traditional computer
programming code. Model Master allows spreadsheet modellers to construct new spreadsheets by coding the
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spreadsheet in the Model Master language and then converting the language into a spreadsheet. Paine [2005]
demonstrates how modularity can be achieved in spreadsheet models via Model Master. Paine [2005] argues that
modularity allows the effective management of large spreadsheet models.
In Paine and Williamson [2006] and Paine [2007], Model Master is renamed as “Excelsior”, with new emphasis being
placed on the benefits of modularity. However, since Excelsior and Model Master are similar to traditional
programming languages and considering that most spreadsheet developers are non-IS professionals, they are
unlikely to have the programming experience necessary to make effective use of a such a tool without training.

III. CONCLUSIONS ON ERROR REDUCTION METHODS
The most effective means of reducing errors in spreadsheets based upon the available literature is manual auditing.
Individual audits find between 51 and 67 percent of errors, whilst team audits find 83 percent of errors (see Table 1).
The application of software engineering principles to spreadsheets and establishing a „spreadsheet engineering‟
discipline has the potential to significantly reduce spreadsheet errors. Evidence presented by Rajalingham et al.
[2000], Burnett et al. [2001], Burnett et al. [2003], and Burnett et al. [2004], show reductions in errors that are gained
by applying software engineering principles to spreadsheets.
Spreadsheet testing conducted by Grossman [2002], Yirsaw et al. [2003], Grossman and Ozluk [2004], Pryor [2004],
and Panko [2006] highlight the potential benefits to be gained from software engineering testing methods and the
creation of a spreadsheet engineering. However, no data is included in these papers to prove the effectiveness of
such approaches.
Auditing software has an unknown impact on reducing spreadsheet errors. Whilst the software is good at finding
particular types of error, as Nixon and O‟Hara [2001] stress, auditing software can only point to potential errors;
deciding if they are errors and how to correct them is left to the auditor.
One exception to these conclusions on auditing software is work conducted by Clermont [Clermont and Mittermeir
2002; Clermont 2003; Clermont and Mittermeir 2003; Clermont 2004]. The work above demonstrates how a
visualisation tool can be used to audit spreadsheets in a unique manner. Further, the authors take a number of
spreadsheets from industry and audit them using this software. The only criticism of this is that the auditing was
conducted by the authors, raising questions of usability by spreadsheet modellers themselves.
Spreadsheet control software, both in centralised and decentralised environments, offers a means of controlling
spreadsheet development in an organisation rather than directly reducing errors. These control systems offer
theoretical benefits but lack hard evidence that proves the effectiveness of such software. Further, there are
potential security and investment disadvantages associated with some of the approaches.
Alternative spreadsheet programming environments [e.g., Paine 2001; Paine 2005; Paine and Williamson 2006;
Paine 2007] have the potential to reduce error, but there has not been a substantial field study to see if the approach
is effective.

Reflections and Recommendations
There now exists a significant body of published spreadsheet research. However, spreadsheet research as a
research discipline lacks of an overall research framework. Without this framework, future research efforts are likely
to continue in piecemeal fashion, with research being conducted in isolated avenues with little overarching direction.
A framework for spreadsheet research could be based on either a business driven agenda or a software engineering
driven agenda. The business-driven spreadsheet research agenda could be led by risk, i.e., establishing an
acceptable system of assessing use and risk for spreadsheet applications and then developing strategies to deal
with the identified risk. This risk assessment strategy should range from the business critical applications to the
trivial, everyday spreadsheets. Research could then be focussed on meeting those specific risks and challenges,
making spreadsheet research a more cohesive pragmatic discipline. However, at present there is no published,
agreed means of assessing spreadsheet use and subsequent risk. Some significant progress on spreadsheet use
and risk management has been achieved through the work of Madahar et al. [2007], although this method is yet to
be fully realised. Clearly, reaching a consensus on use and risk of spreadsheets is difficult but greatly needed.
Another alternative is that a framework from software engineering could be adopted and adapted to create
spreadsheet engineering. In fact, the current state of end user spreadsheet applications is akin to that of the
“software crisis” in the 1960s when software was developed in an ad hoc manner and without standards. Many of
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the truths of the software crisis apply to spreadsheet development, such as the lack of formalised methodologies,
testing regimes, and education. Due to these similarities, it would seem a logical step to adapt a software
engineering framework and principles for spreadsheets. Some researchers have adapted software engineering
methods, such as Burnett et al. [2001], Clermont and Mittermeir [2002], and Rust et al. [2006]. Attempts to adapt a
software engineering framework to spreadsheet engineering, such as Grossman and Ozluk [2004], are a good
starting point but need further development.
Alternatively, one could try to accumulate the heuristic “best practice” knowledge from current spreadsheet literature
and use that as a basis for organising existing work and directing future research. At face value, this seems a
potentially productive direction in which to head; especially considering that most spreadsheet developers are not
software engineers or risk management professionals and are more likely to be able to contribute on the “best
practice” level. However, because spreadsheets are used in such a variety of ways in a variety of industries, finding
common ground amongst them is difficult. In fact, as Colver [2007] notes, the application of best practice in one
context often has a negative consequence in another.
An emerging area of spreadsheet research that is a significant source of spreadsheet error is human factors and
human error. It has been suggested by several authors [Panko 2007; Thorne and Ball 2008] that spreadsheet errors
may be more grounded in human error than any other discipline. Human Factors describes a range of effects such
as base error rate, overconfidence, and bias, which all can have an impact on spreadsheet quality. Human Factors
has its own set of engineering principles that may prove to be beneficial when adapted to spreadsheet error
mitigation.
To address spreadsheet errors in business, the answer is, perhaps, to further develop spreadsheet engineering so
that it is well focused on real world business problems and is easily applicable by end users. Evidence suggests that
a business driven approach is more effective [Kottemann et al., 2009] and, considering that the large majority of
spreadsheet modellers are not formally trained [Pemberton and Robson 2000], making the techniques easy to
understand and apply is paramount. Of course, before any of this can be considered the business world must be
aware of the errors, be able to identify problematic areas of operation, and then apply techniques to reduce the
likelihood or impact of spreadsheet errors.
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