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1. UVOD 
 
Razvojem tehnologije javljaju se inovacije u svim sektorima, osobito u IT (engl. 
Information Technology) sektoru. Takav razvoj utječe na informacijsko komunikacije sustave. 
Informacijsko komunikacijskim sustavima riješeni su problemi organizacije i komunikacije 
područja za koje su oni namijenjeni. Informacijsko komunikacijski sustavi se razlikuju po 
načinu rada, načinu izrade, korištenim metodologijama, funkciji za koju su namijenjeni, 
tehnologijama kojim su napravljeni te u kojem su vremenskom razdoblju rađeni. 
Iz toga je vidljivo da je kompleksno a i nepoželjno reproducirati neki postojeći sustav zbog 
toga što ga je moguće kvalitetnije odraditi novim tehnologijama i novim metodologijama 
odnosno pristupima čime se povećavaju kako njegove mogućnosti tako i brzina rada iako nisu 
nužno vezani jedno za drugo. 
Završni rad podijeljen je u 6 cjelina: 
1. Uvod 
2. Razvoj web tehnologija informacijsko-komunikacijskih sustava 
3. Komparativna analiza suvremenih web tehnologija Student Projekt aplikacije 
4. Arhitektura Student Projekt sustava primjenom razvojnih web tehnologija 
5. Analiza funkcionalnosti korištenjem injekcija ovisnosti 
6. Zaključak 
U drugom poglavlju objašnjeni su informacijsko komunikacijski sustavi, razvoj web 
tehnologija informacijsko komunikacijskih sustava, povijest razvoja razvojnih tehnologije 
prije i nakon izuma Interneta. 
U trećem poglavlju izvršiti će se komparativna analiza suvremenih web tehnologija koje su 
korištene u izradi Student Projekt sustava te njihova podjela na frontend i backend. 
Četvrto poglavlje prikazuje i opisuje arhitekturu Student Projekt sustava te objašnjava važnost 
planiranja arhitekture. 
Peto poglavlje opisuje injekciju ovisnosti i inverziju kontrole te prikazuje analizu rada 
aplikacije prije i poslije korištenja injekcije ovisnosti. 
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2. RAZVOJ WEB TEHNOLOGIJA INFORMACIJSKO-
KOMUNIKACIJSKIH SUSTAVA 
 
Informacijsko komunikacijski sustav jest skup tehnologija koji se sastoji od komunikacijske i 
mrežne opreme, hardvera i softvera zajedno povezanih u jednu cjelinu.  
ICT jest naziv koji se koristi za informacijsko komunikacijsku tehnologiju. ICT je orijentiran  
na ujedinjenu komunikaciju između različitih komunikacijskih uređaja u jednu cjelinu čime se 
izgrađuje sustav. Sustav se sastoji od više podsustava. [10]  
Prikaz povezane komunikacije vidljiv je na slici 1. 
 
 
Slika 1: Cilj ICT-a [17] 
Web (engl. World Wide Web) tehnologije informacijsko-komunikacijskih sustava mogu se 
gledati kroz dva dijela:   
 Povijest razvojnih web tehnologija prije izuma Interneta i 
 Suvremene web tehnologije. 
U razvoju aplikacija postoje dva glavna dijela razvoja. Razvojni inženjeri raspravljaju od 
službenoj podijeli razvoja na dijela razvojna dijela: frontend i backend. [7] 
Frontend predstavlja klijentski dio aplikacije koji omogućuje interakciju sa korisnikom, dok 
backend predstavlja serverski dio aplikacije koji komunicira sa bazom podataka na način da 
klijentsku akciju prosljeđuje na server.  
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Prvi informacijsko-komunikacijski sustavi bili su bazirani na backendu sve do izuma Interneta 
kada se počeo razvijati frontend.  
Upravljani su sa softverom koji je izgledao poput terminala. Sustav se upravljao različitim 
naredbama od kojih je svaka imala svoje značenje. Primjer takvog izgleda vidljiv je na slici 2. 
Do razvoja Interneta koristilo se komandno sučelje te kao takvo nije imalo mogućnosti 
upravljanja se klijentske strane već se upravljalo izvršavanjem naredbi. Razvojem Interneta to 
se mijenja jer je tada izumljen HTML (engl HyperText Markup Language).  
Razvojne web tehnologije koriste se za razvoj web stranica i web aplikacija. Web stranica je 
najčešće dokument na određenom serveru koji na sebi ima tvrdo zapisane podatke kojima se 
ne može dinamički upravljati. Web aplikacija može biti jednostavna aplikacija sa jednom 
stranicom koja se sastoji od tvrdo zapisanog teksta pa sve do kompleksnih poslovnih sustava 
poput bankovnih. Takvi kompleksni poslovni sustavni zovu se CMS-ovi(engl. Content 
Managment System) zbog toga što je na njima moguće upravljanje sadržajem. [8] Prilikom 
izrade aplikacija potrebno je koristiti različite metodologije ovisno o veličini i vrsti projekta u 
svrhu smanjenja vremena i cijene razvoja. Za ubrzan razvoj preporučeno je koristiti gotove 
dodatke (engl. Libary).  
 
 
2.1 POVIJEST RAZVOJNIH TEHNOLOGIJA PRIJE IZUMA 
INTERNETA 
 
Razvojne tehnologije su se počele javljati razvojem programskih jezika. Programski jezici se 
prikazuju kao set gramatičkih pravila i instrukcija računalu kojima ono izvršava određene 
zadatke. Programski se jezici razlikuju po sintaksi i setu gramatičkih pravila. Viši programski 
jezici izgledaju poput ljudskog govora dok se niži programski jezici poput računalnog jezika, 
koje koristi procesor (CPU engl. Central Processing Unit), sastoje se od niza bitova, jedinica i 
nula koji nisu čitljivi ljudskom oku. Različite vrste procesora imaju različite računalne jezike. 
Programski jezici koji se nalaze iznad računalnih i ispod viših programski jezika su 
asemblerski jezici. Oni su čitljiviji od računalnog jezika međutim nisu čitljivi kao viši 
programski jezici. U sebi sadrže skupove bitova, nula i jedinica međutim oni omogućuju 
razvojnom inženjeru da zamijeni imena za brojeve, a to je bitno jer se računalni jezik sastoji 
samo od brojeva.  [14]  
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Takav prikaz vidljiv je na slici 2. 
 
 
Slika 2: Arhitektura programskih jezika [3] 
Iznad viših programskih jezika nalazi se četvrta generacija programskih jezika čiji je izgled 
najsličniji ljudskom jeziku i oni su najudaljeniji od računalnog jezika. Neovisno koji se 
programski jezik koristi, da bi se on mogao izvršiti potrebno je pretvoriti programski jezik u 
računalni jezik i to se radi na dva načina: 
 Kompajliranje – omogućuje prevođenje viših programskih jezika u računalni jezik i 
obrnuto i 
 Interpretiranje – daje značenje programskim jezicima. [14] 
2.2 SUVREMENE RAZVOJE TEHNOLOGIJE 
 
WWW je nastao početkom 1980-ih godina. Suvremene razvojne tehnologije započele su 
razvoj nastankom Interneta. Nastankom Interneta javila se potreba za uređivanjem web 
stranica te shodno tome i načini te tehnologije kojima se to uređivanje može vršiti.  
 Sastoji se od tri glavna protokola: 
 HTML (engl. Hypertext markup language); 
 HTTP (engl. Hypertext Transfer Protocol) i 
 URL (engl. Uniform resource locator). 
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HTML protokol je omogućio uređivanje web stranica, HTTP protokol je omogućio 
komunikaciju sa stranicom dok je sve to prikazivao web pretraživač. Ime prvog web 
pretraživača bilo je „the World Wide Web“.  
U idućih pet godina dogodio se nagli rast pretraživača, neki od njih su bili: 
 Line Mode pretraživač – ujedno je bio i prvi pretraživač koji je podržavao više 
platformi. 
 Viola WWW pretraživač -  podržavao je uređivanje sadržaja i skriptni jezik 3 godine 
prije predstavljanja JavaScripta i 5 godina prije predstavljanja CSS-aa. 
 Mosaic pretraživač – razvijen na sveučilištu u Illinois 
 Cello pretraživač – prvi omogućio podršku za Windows 
 Netscape Navigator 1.1 – prvi omogućio tablice u HTML-u 
 Opera 1.0  
 Internet Explorer 1.0 – pretraživač koji je radio samo na operativnom sustavu 
Windows 95. 
Nastankom WWW-a sve web stranice bile su tekstualni dokumenti. Trenutne mogućnosti web 
stranica omogućio je JavaScript. JavaScript je objektno orijentirani programski jezik koji 
omogućuje interaktivne efekte na web stranicama. Pod te mogućnosti spadaju animacije te 
interaktivne izmjene elemenata. [6] 
Prikaz prvog web pretraživača vidljiv je na slici 3. 
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Slika 3: World Wide Web pretraživač [3] 
Razvoj Interneta omogućio je dijeljenje podataka preko mreže te komunikacije sa udaljenim 
serverima. Takav način komunikacije i dijeljenja resursa omogućio je korištenje i izmjenu 
pojedinih dijelova podataka ovisno o dozvolama. Isprva je svatko mogao mijenjati sadržaj 
svih web stranica.  [6] 
2.2.1 BACKEND 
 
Prije izuma Interneta razvoje tehnologije su bile fokusirane na razvoj korištenjem komandne 
linije koja im je omogućavala izvršavanje komandi. Takva mogućnost izvršavanja operacija 
na računalu u IT svijetu nazvana je backend razvoj. Backend razvoj se razlikuje od frontend 
razvoja zbog toga što nema kontrolu nad interaktivnim elementima već barata podacima i 
prosljeđuje ih ovisno o načinu rada. Razvijenjem backend-a razvojni inženjer osigurava 
mogućnost toka podataka u oba smjera te praćenje izmjena podataka i komunikaciju sa bazom 
podataka.  
Backend razvoj se još naziva i razvoj na serverskoj strani zbog toga što sve što se događa u 
aplikaciji, svi podaci koji su joj pruženi te kojima se upravlja odrađuje backend. Da bi se 
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nekim podacima moglo upravljati potrebno je imati backend zbog toga što on sprema sve 
promjene na određenu lokaciju. [9] 
 Prije razvoja Interneta backend je funkcionirao na način da su se sve izmjene na uređajima 
mijenjale u lokalnoj memoriji uređaja, dok se nakon razvoja to promijenilo na udaljene ili 
lokalne baze podataka.  
Razvoj backend razvoja vrši se koristeći programske jezike. Neki od programskih jezika koji 
se koriste za komunikaciju sa serverom su: 
 Java; 
 PHP; 
 C#; 
 VB; 
 Ruby; 
 Python; 
 Pearl; 
 Javascript (Node JS); 
 Actionscript (Flash Media Server); 
 CoffeeScript; 
 C (CGI); 
 Erlang i 
 oh i SQL za izvršavanje upita na bazu. [11] 
U backend razvoj pripadaju sve akcije koje se događaju u sustavu nakon što su podaci s 
frontend-a poslani na server. Nakon slanja na server obavljaju se daljnje provjere te ukoliko je 
podatak ispravan zapisuje se u bazu podataka.  
 
2.2.2 FRONTEND 
 
Frontend razvoj započeo je razvojem JavaScripta 1995. godine. 1997. godine razvojem CSS-
a web stranice su dobile mogućnost uređivanja boja, margina, postavljanje pozadinskih slika. 
[6]  
Frontend razvoj omogućio je interakciju između korisnika i web stranica te uređivanje 
sadržaja.  
 8 
 
Kao što je backend razvoj fokusiran na serverski dio aplikacije tako je frontend razvoj 
fokusiran na klijentski dio. Frontend dio nije fokusiran samo na uređivanje već se njime 
razvija html struktura stranice koja je potrebna za optimizaciju pretraživačkih algoritama. 
Prilikom pisanja neadekvatnog frontend dijela, nastaju sigurnosni propusti. Problemi s kojima 
se susreću frontend programeri prilikom izrade frontend dijela aplikacije su usklađivanje boje, 
fontova te responzivnosti na različitim pretraživačima. Responzivnost predstavlja izgled 
aplikacije na različitim rezolucijama. Razlika između začetka frontenda te istog u suvremeno 
vrijeme jest da su pretraživači postali operativni sustavi koji interpretiraju svaki na svoj način. 
Razlika u pretraživačima postala je ne samo u brzini rada i optimizaciji pretrage već i u vrsti i 
broju dodataka. Animacije su omogućene frontend jezicima. 
Prikaz nekih od skriptnih jezika koji se koriste za razvoj frontenda: 
 HTML; 
 JavaScript; 
 CSS; 
 Actionscript; 
 CoffeeScript (kompajliran u JavaScript); 
 XML-bazirani jezici; 
 VBScript; 
 Silverlight i 
 Java. [15] 
 
Na slici 4. vidljive su jedne od aktualnih razvojnih frontend web tehnologija. 
 
Slika 4: Aktualne razvojne frontend tehnologije [16] 
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Trenutno aktualne frontend razvojne tehnologije su Reactjs i Angular. Razlog tomu su njihove 
brzine rada u određenim uvijetima. Reactjs se sastoji od dijela javascripta i html elementa te 
ima jedinstvenu sintaksu pisanja. Angular se također sastoji od jedinstvene sintakse međutim 
utemeljuje većinu razvojnih koncepata dok je Reactjs korisniji ukoliko je potrebno 
konstruirati manje elemenata čija je zadaća izvršavanje jednostavnijih operacija koje će se 
protezati kroz cijeli sustav tako da se mogu više puta koristiti. 
 
2.2.3 AGILNE RAZVOJE METODOLOGIJE 
 
Agilne razvojne metodologije predstavljaju načine razvoja kojima je cilj razvoj aplikacije  
organiziran na način da trajanje razvoja bude što kraće i uz što manje gubitke. Agilne 
metodologije su skupine postupaka koje su testirane i s time je dokazana njihova efikasnost.  
Agilne razvoje metodologije su definirane po Manifestu o agilnom razvoju softvera. [1] 
Razlika između agilnih razvojnih metodologije i razvoja bez određene metodologije zvane 
Waterfall vidljiv je na slici 5. 
 
 
Slika 5: Usporedba dviju pristupa razvoju aplikacija [3] 
 
Iz slike 1. vidljivo je da se postotak uspješnosti projekata znatno mijenja ovisno o pristupu. 
Korištenjem agilnih metodologija povećava se uspješnost projekata. Zbog toga se koriste 
agilne metode koje se prikazuju poput kišobrana jer sprječavaju organizacijske probleme i 
slijede određene procese.  
29 
14 
57 
Waterfall 
Neuspješni 
Uspješni 
Izazvani 
9 
42 
49 
Agilan razvoj 
Neuspješni 
Uspješni 
Izazvani 
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Razlog imenu Vodopadni je taj što se proces razvoja kreće poput slapa kao što je prikazano  
na slici 6. Zbog cirkuliranja procesa u projektu povećava se prazni hod.  
 
 
Slika 6: Razvoj korištenjem Vodopadnog pristupa 
 
Prikaz aktualnih agilnih metodologija:  
 Adaptivnog softverskog razvoja(engl. ASD); 
 Agilnog modeliranja; 
 Agilnog unificiranog procesa (engl. AUP) ; 
 Kristalno jasne metode; 
 Disciplinirane agilne dostave; 
 Dinamičke sustavske razvoje metode (engl. DSDM) ; 
 Ekstremno programiranje (engl. XP) ; 
 Metodologija razvoja fokusirana na dodatke sustava (engl. FDD) ; 
 Opuštena razvojna metoda; 
 Kanban; 
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 Scrum i 
 Scrum ban. [5] 
Detaljnom analizom pojedinih agilnih metoda vidljivo jest da se sve agilne metode 
baziraju na uobičajenim vrijednostima i principima međutim razlikuju se po tome što se treba 
analizirati koji je princip kvalitetniji za određenu situaciju. [2] 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 12 
 
3. KOMPARATIVNA ANALIZA SUVREMENIH WEB 
TEHNOLOGIJA STUDENT PROJEKT APLIKACIJE 
 
 
Analizom student projekt aplikacije utvrđeno jest da se komparacija vrši usporedbom 
frontend-a i backend-a te da se prikažu njihove prednosti i nedostaci. 
Tako se komparacija vrši na:  
 Frontend dijelu student projekt aplikacije i 
 Backend dijelu student projekt aplikacije. 
U komparativnoj analizi korištena je asp.net MVC aplikacija student projekt. Ona se sastoji od 
tri glavna dijela model, view i controller. Model predstavlja klasa objekta koja se sastoji od 
različitih tipova podataka. Ona se puni podacima i poziva na controller-ima. View predstavlja 
stranicu odnosno dio aplikacije vidljiv krajnjem korisniku gdje se prikazuju podaci. 
Controller predstavlja logički dio koji izvršava povezivanje između modela i viewa.  
Slika 7. prikazuje model asp.net mvc aplikacije. 
 
Slika 7: Klasa(model) koja je dio asp.net mvc aplikacije 
 
Iz slike je vidljivo da se unutar jedne klase StudentMessagesModel-a nalaze dva pod modela. 
Daljnjom analizom vidljivo je po imenu da se klasa StudentSendMessageList koristi za 
prikazivanje poruka poslanih od strane prijavljenih studenata, dok se klasa 
StudentRecivedMessageList koristi za prikazivanje poslanih poruka prijavljenog studenta 
studenta. Tipovi podataka koji se nalaze u tim klasama vidljivi su na slici  8.   
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Slika 8: Prikaz podataka koji se šalju na klijentsku stranu (poslane poruke prijavljenog 
studenta) 
U asp.net MVC-u moguće je na više načina povezati podatke sa view-om. U ovom slučaju 
korišten je angular. Za rad angulara potrebno je učitati angular javascript file-ove koji se 
sastoje od angular-route-min.js koji omogućuje rad ruta angulara te student-messages.js koji 
omogućuje rad Student controller-a. Prikaz učitavanja javascript datoteka vidljiv je na slici 9. 
U Student controller-u nalazi se logika gdje se učitavaju podaci iz backend-a i to se vrši ajax-
om. Student controller predstavlja klijentski način učitavanja podataka, međutim poziva 
metode na serverskoj strani. 
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Ajax predstavlja učitavanje javascript-a i XML-a unutar stranice bez potrebe da se ona osvježi. 
Takav se način učitavanja zove asinkrono učitavanje. [26] 
 
Slika 9: Html prikaz učivanja view-a gdje će se prikazati korisničke poruke 
 
Nadalje angular se u ovom slučaju koristi tako da se za svaku stranicu napravi html uzorak 
koji je jedinstven za stranicu. Prikaz takvog uzorka vidljiv je na slici 10. Taj se uzorak učita 
koristeći se student-messages.js-om koji na klijentskoj strani provjeri koja je vrsta controller-
a i ovisno o njoj učita određeni html uzorak. 
 
Slika 10: Prikaz statičnog djela html koda, kojemu se dodaje angular kod (ružičasti kod). 
Iznad navedeni ajax pozivi se upućuju prema serveru te se njima asinkrono dohvaćaju podaci. 
Poziv sa klijentske strane na serversku poziva metodu getAllMessages() na slici 11. i prema 
njoj dohvaća podatke poslanih i primljenih poruka te ih sprema i model koji šalje nazad na 
klijentsku stranu. Dohvaćanje poruke se vrši preko serverskog servisa nazvanog 
messagesService. 
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U metodi Messages() dohvaća se view i vraća se stranica(njen html kod) dok se u metodi 
iznad getAllMessages() vraćaju samo JSON podaci.  
 
Slika 11: Prikaz dviju serverskih metoda koje se koriste za dohvaćanje podataka. 
Iz slike iznad vidljivo je da se view vraća ActionResult metodu dok se podaci vraćaju kao  
JsonResult. Razlog tomu je da angular prima JSON objekt. Kroz view se poziva angular a 
pozivanjem angulara javascript podataka se poziva putanja na getAllMessages() metodu. 
 
3.1 FRONTEND STUDENT PROJEKT APLIKACIJE 
 
Klijentska strana student projekt aplikacije odnosno frontend izrađen je korištenjem angular 
razvojne tehnologije. Angular je vrsta javascript razvojnog okruženja koja omogućuje 
korisniku interaktivnost klijentu i ona je bazirana za rad na klijentskoj stani. Angular je radno 
okruženje koje se koristi za razvoj dinamičkih web aplikacija. [19] 
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Na slici 12. vidljiv je prikaz javascript datoteke koja dohvaća html uzorak ovisno o imenu 
controller-a koji se poziva na klijentskoj strani. 
 
Slika 12: Prikaz rutiranja unutar angular-a  
 
Iz koda na slici 12. vidljivo jest da ovisno o controller-u angular dohvaća drugi html file te 
učitava druge podatke. Na slici su prikazane rute vezane uz komunikaciju odnosno 
komunikacijski modul. 
 
3.1.1 PREDNOSTI ANGULAR RAZVOJONG OKRUŽENJA IZ RAZVOJNE 
PERSPEKTIVE 
 
Kako bi se programer odlučio na razvoj koristeći angular potrebno je provesti analizu koja će 
mu pokazati prednosti i nedostatke razvojne tehnologije kako bi mogao utvrditi mogućnost 
implementacije istog. 
Angular je korišten u Student Projekt aplikaciji zbog svoje brzine rada te sustava koji je 
zamišljen kao SPA(engl. Single Page Application).  
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Za izradu Student Projekta korištena je 1.0 verzija angulara.  
Angular omogućuje rutiranje na način da su sve stranice u aplikacije dio jedne velike pod 
nazivom SPA(engl. Single Page Application) te se zbog toga očitavanje sadržaja i navigacije 
po stranicama izvodi brže nego uobičajen način. Nedostatak je što inicijalno prvi učitavanje 
traje duže. Koristeći angular moguće je postaviti arhitekturu u kodu  frontend dijela te 
mijenjati i ponovo koristiti ovisno o potrebi. Sa sigurnosnog aspekta angular smanjuje 
potrebu za pisanjem provjera jer u sebi ima ugrađene opcije i metode koje je potrebno 
aktivirati. Angular u sebi ima raznolike mogućnosti filtriranja podataka tako da osoba koja je 
zadužena za razvoj ne mora pisati svoje. [20] 
 
3.1.2 NEDOSTACI ANGULAR RAZVOJNOG OKRUŽENJA IZ RAZVOJNE 
PERSPEKTIVE 
 
Početkom 2016. godine izašla je beta verzija angulara 2.0 koja omogućuje dodatke među 
kojima je i razvoj orijentiran na mobilne uređaje međutim cijeli je angular biti prepisan i 
izmijenjen tako da ne izgleda poput aktualnog koda. U toj će se verziji promijeniti način 
navigacije stranicama unutar koda. [21] 
Aplikacije i dalje rade na verziji angulara 1.0 međutim vrše se pomaci i sav je razvoj 
usmjeren u angular 2.0. 
Krivulja brzine učenja u angularu u početku ima nizak uspon što prikazuje da je učenje i 
kompleksnost angulara u početku niska dok se ne nauče osnovni dijelovi međutim prilikom 
izrade velikih sustava te korištenja direktiva, injekcije ovisnosti, modula, servisa i controller-a 
kompleksnost znatno poraste čime se vrijeme razvoja povećava.  
Nadalje veliki problem je testiranje kompleksnije aplikacije obzirom da se sastoji od velikog 
broja komponenti gledajući sa arhitekturne strane. [22] 
 
3.2 BACKEND STUDENT PROJEKT APLIKACIJE 
 
Backend aplikacije predstavljaju tri glavna dijela. Server, aplikacija i bazu podataka. Prilikom 
izrade aplikacije potrebno je koristiti programski jezik. [23] 
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Backend Student Projekt aplikacije pisan je C# programskim jezikom u Asp.Net MVC okolini. 
Asp.net MVC okolina se koristi za razvoj dinamičkih web aplikacija. Na server je potrebno 
postaviti Student Projekt bazu podataka. Zatim je potrebno napraviti izbacivanje aplikacije 
čime se ona kopira na server. Backend Student Projekt aplikacije se sastoji od 4 projekta. 
BLL, DAL, SPEntities i SPUtilites. 
 
Slika 13. Prikaz pod projekata Student Projekt aplikacije 
Backend metode koji se pozivaju u controller-ima usmjerene su prema BLLu(engl. Bussiness 
Logic Layer) gdje se nalazi sva poslovna logika. Ukoliko je u aplikaciji implementirana 
injekcija ovisnosti koriste se sučelja koja imaju putanje na metode, međutim svaki upit poziva 
metodu. Metode u aplikaciji vraćaju klase, listu klasa, ili druge varijable ovise o logici. U 
metodama se dohvaća ciljana tablica u bazi podataka pomoću Entity Frameworka te se kroz 
nju vrši navigacija na istu ili na neku drugu ukoliko je potrebno proći kroz više tablica. Nakon 
prolaska kroz tablice odredi se podatak koji je potreban i on se sprema u varijablu pa se vraća 
kroz klasu ili se vrati samo varijabla. Svaka konekcija sa bazom ostvaruje se kroz DAL(engl. 
Data Access Layer) sloj.  
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4. ARHITEKTURA STUDENT PROJEKT SUSTAVA 
PRIMJENOM RAZVOJNIH WEB TEHNOLOGIJA 
 
Student Projekt aplikacija sastoji od jednog rješenja koji u sebi sadrži 6 projekata i jednu 
skriptu za bazu podataka kao što je vidljivo na slici 14.  
 
Osim na razini rješenja Student Projekt aplikacija se sastoji od frontenda i backenda, a 
projekti koji su dio Student Projekta nalaze se u odgovarajućim folderima. Slika 14 prikazuje 
arhitekturu Student Projekt sustava koja se sastoji od 3 glavna sloja. Klijentski sloj koji 
komunicira sa korisnikom te vrši komunikaciju sa serverom. Serverski koji je posrednik 
između baze podataka i korisnika te baza podataka koja skladišti sve podatke. Backend koji se 
sastoji od BLL (engl. Business Logic Layer – sloj aplikacije gdje se nalazi poslovna logika), 
DAL (engl. Data Access Layer – sloj aplikacije koji povezuje logiku aplikacije sa bazom 
podataka), SPEntities i SPUtilities, dok frontend predstavlja WebAplikacija. SPEntities 
projekt je projekt u kojem se nalaze generirane tablice iz baze. SPUtilities projekt sadrži 
pomoćne metode koje se koriste na više mjesta unutar aplikacije. TestingProjekt je projekt 
koji se koristi za testiranje određenih metoda unutar aplikacije.  
Slika 14. Prikaz Student Projekt strukture 
 
WebAplikacija je Asp.net MVC projekt i u njoj se nalaze controller-i, pregledi te modeli.  
Detaljniji prikaz vidljiv na slici 15. Osim samih modela, pregleda i controller-a unutar web 
aplikacije se nalaze i druge datoteke poput App_Starta koji je zadužen za rute unutar 
aplikacije, sadržajne datoteke gdje se nalaze CSS stilovi, fontova, pomoćnih metoda i drugih 
datoteka.  
 
 20 
 
 
Slika 15. Prikaz projekta WebAplikacija i njegovih dijelova 
 
Podaci kojima se puni model pune se na način da se pozivaju metode iz BLL-a. Izgled BLL-a 
vidljiv je na slici 16. Iz slike 16 vidljivo da se BLL sastoji od tri glavna dijela: 
 Servisi – koriste se za dohvat metoda; 
 Utility – pomoćne metode i 
 ViewModeli – preslikavanje i konverzija modela koji komuniciraju sa bazom 
podataka. 
WebAplikacije poziva sučelja BLL sloja koja implementiraju servise. Unutar servisa nalaze se 
metode za poslovnu logiku aplikacije. Cilj takve arhitekture jest da se svaki sloj može 
zamijeniti drugom tehnologijom bez da njegov rad izravno utječe na ostale slojeve unutar 
aplikacije. Takva se arhitektura naziva DDD (engl. Domain Driven Design).  
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Slika 16. Prikaz BLL projekta u kojemu se nalazi poslovna logika 
 
Na slici 17 vidljiv je DAL. DAL se sastoji od 3 dijela:  
 DatabaseContext; 
 Repository i 
 UnitOfWork. 
 
U folderu DatabaseContext nalazi se kontekst odnosno putanja prema bazi podataka, dok se u 
IDBContextu nalaze metode koje omogućuju praćenje izmjena prilikom komunikacije sa 
bazom, spremanje na bazu podataka, povezivanje storane procedure i po potrebi se proširuje. 
U folderu repository nalazi se implementacija generičkog repozitorija te sučelje istog. 
Pomoću repozitorija pozivaju se metode koje omogućuju komunikaciju sa bazom od 
filtriranja podataka pa do inserta i delete-a. 
Folder UnitOfWork isto se sastoji od implementacije i sučelja. Unutar implementacije nalaze 
se inicijalizacija konteksta u konstruktoru, spremanje, otpuštanje podataka te poziv na bazu 
koji dohvaća podatke iz određene tablice. 
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Slika 17. DAL projekt i prikaz njegovih sučelja koji vrše komunikaciju sa bazom podataka 
 
Slika 18. prikazuje projekt SPEntities. Projekt SPEntities u sebi sadrži sve tablice te mapiranja 
na iste unutar baze podataka. Za komunikaciju sa bazom koristi se entity framework, a metoda 
kojom se generiraju tablice i njihova mapiranja naziva se code first metoda. 
Ukidanjem ovisnosti između slojeva omogućuje se izmjena sloja drugom tehnologijom bez 
negativnog učinka na ostatak aplikacije. Svaki sloj može ovisiti samo o sloju iznad te ne smije 
postojati iznimka u tom toku. Kroz DDD postoje različiti načini prikazivanja arhitekture zbog 
toga što je to teorijski koncept, međutim arhitektura koja se najviše koristi sastoji se od četiri 
osnovna sloja: 
 Korisničko sučelje – prezentacijski sloj; 
 Aplikacijski sloj; 
 Domenski – modelni sloj i 
 Infrastrukturni sloj. [24] 
Korisničko sučelje prikazuje i upravlja interakcijom sa korisnikom te se prilikom razvoja 
naziva i frontend, a u Student Projekt aplikaciji vidljiv je kao dio projekta WebAplikacija gdje 
se nalazi html, angular, javascript i jquery.  Aplikacijski sloj prikazuje drugi dio projekta 
WebAplikacije controller-e koji komuniciraju sa BLL-om. Taj sloj ima za ulogu koordinaciju 
zadataka. Domenski sloj je u kojemu se nalazi sva aplikativna odnosno poslovna logika. 
Naziv toga sloja u Student Projekt aplikaciji jest BLL.  
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Slika 18. SPEntities projekt u kojem se nalaze generirani entiteti (tablice) 
 
Infrastrukturni sloj omogućuje interakciju sa ostalim slojevima i njegova je uloga postavljanje 
arhitekture te prosljeđivanje komunikacije kroz njega između domenskog sloja te baze 
podataka. Na primjeru Student Projekt aplikacije taj je sloj prikazan kao DAL. Svaki sloj ovisi 
samo o sloju ispod. Slika 18 prikazuje entitete. Cilj korištenja DDD-a jest u tome da ukoliko 
je potrebno zamijeniti bazu podataka samo se taj sloj promijeni bez mnogo izmjena unutar 
aplikacije u sloju poslovne logike. 
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5. ANALIZA FUNKCIONALNOSTI KORIŠTENJEM 
INJEKCIJA OVISNOSTI 
 
Injekcija ovisnosti prikazana prikazuje vezu između objekata unutar aplikacije. Svaka se 
radnja može opisati servisom. Kupovina knjige narudžbom, prijevoz taxi službom. Servis 
prikazuje na objekt odnosno implementaciju. Injekcija ovisnosti vidljiva je kroz pojmove 
servisa i klijenta.  
Servis je definiran kao objekt koji izvršava akciju, dok je klijent korisnik servisa te se poziva 
na servise koji izvršavaju akcije. Veza između klijenta i servera naziva se ovisnost. Iz te veze 
vidljivo jest da klijent ne može funkcionirati bez servisa. [25] 
Injekcija ovisnosti je način pisanja koda čime se smanjuje veličina koda te olakšava 
održavanje. Osim toga njom se omogućuje razdvajanje ovisnosti određenih dijelova sustava 
radi mogućnosti nadogradnje ili izmjene tehnologije. Ona predstavlja suvremen koncept 
pisanja koda. Problemi koji nastaju ukoliko se ne koristi taj koncept su: povećano vrijeme 
održavanja koda, nemogućnost optimizacije koda, stvara se ovisnost o tehnologiji čime se 
znatno smanjuje mogućnost optimizacije sustava u budućnosti, povećanje troškova 
održavanja zbog toga što razvojni inženjeri prelaze na korištenje novijih tehnologija te je teže 
naći osobu koja se bavi starijom tehnologijom i mnogi drugi.  
Injekcija ovisnosti postala je standardan koncept u programiranju tako da je već podržavana 
od mnogih programskih jezika i razvojnih okruženja, npr. C#, angualr 2.0 i mnogi drugi. 
 
5.1 IZGLED KODA BEZ UPOTREBE INJEKCIJE OVISNOSTI 
 
Ukoliko se neki kod piše bez ograničenja i u zadatku toga koda je potrebno definirati objekt 
Emailer koja u sebi sadrži drugi objekt kod izgleda poput koda ispod. 
public class Emailer { 
 private SpellChecker spellChecker; 
 public Emailer(){ 
this.spellChecker = new SpellChecker(); 
} 
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public void send(String text) { .. }  
} 
Nakon pisanja koda potrebno ga je testirati pa se u svrhu testiranja koriste unit testovi kojima 
se testiraju svi dijelovi aplikacije. U ovom slučaju potrebno je testirati vrši li se provjera prije 
izvršavanja metode send. To se može napisati prema kodu ispod. 
Public class MockSpellChecker : SpellChecker { 
 Private bool didCheckSpelling = false; 
 Public bool checkSpelling(String text) { 
didCheckSpelling = true; 
return true; 
} 
Public bool verifyDidCheckSpelling() 
{ return didCheckSpelling; } 
}  
Ukoliko postoji takva implementacija te se želi implementirati objekt Emailer koji provjerava 
pogreške prilikom pisanja teksta na engleskom jeziku kod od objekta Email vidljiv je u 
nastavku. 
Public class Emailer { 
 Private SpellChecker spellChecker; 
 Public Emailer() { 
  This.spellChecker = new EnglishSpellChecker(); 
} 
Ukoliko se napravi provjera teksta na engleskom jeziku, ona će se izvršavati međutim ukoliko 
je potrebno napraviti provjeru za francuski jezik to neće biti moguće. Problem je u tome što 
Emailer objekt mora biti fleksibilniji, a to se postiže na nekoliko načina: 
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 Može se koristiti ručna konstrukcija koda koja se ne preporuča zbog problema 
prilikom testiranja većeg broja servisa; 
 Tvornički (engl. The Factory pattern) način pisanja koda i 
 Servisni lokator (engl. The Service Locator). 
Ukoliko se želi postojeći kod koristiti za različite dijelove aplikacije bez potrebe da ga se 
replicira koristi se injekcija ovisnosti. 
 
5.1.1 RUČNA KONSTRUKCIJA KODA 
 
Koristeći ručnu konstrukciju koda moguće je modificirati kod na način da se održi struktura i 
smanji teret koji se dobiva stvaranjem ovisnosti.  
Public class Emailer { 
Private SpellChecker spellChecker; 
Public void setSpellChecker(SpellChecker spellChecker){ 
} 
... 
} 
U kodu iznad izmjena se izvršila na način da se uklonio konstruktor koji je kreirao 
SpellChecker sa metodom koja prima SpellChecker. Test takvog koda prikazan je ispod. 
 
Public void ensureEmailerChecksSpelling() { 
MockSpellChecker mock = new MockSpellChecker(); 
Emailer emailer = new Emailer(); 
Emailer.SetSpellChecker(mock); 
emailer.send(„Test“); 
assert.IsNotNull(mock.verifyDidCheckSpelling()); 
} 
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Moguće je istu stvar napraviti za različite jezike. To je prikaz tehnike kojom se ručno odvija 
konstrukcija koda. Postoji mogućnost slanja ovisnosti putem konstruktora kao na kodu ispod. 
Public class Emailer { 
 Private SpellChecker spellChecker; 
 Public Emaielr(SpellChecker spellChecker) { 
  this.spellChecker = spellChecker; 
} 
} 
Na ovaj način moguće je injektirati servis putem konstruktora kao što je vidljivo na primjeru 
ispod. 
Emailer servis = new Emailer(new EnglishSpellChecker()); 
Prikaz eksplicitnog definiranja ovisnosti omogućuje da se prilikom izrade objekta Emailer 
mora definirati ovisnosti ukoliko je ukoliko je zaboravljen poziv na setSpellChecker() 
metodu. Problem takvog načina pisanja koda vidljiv je u slučaju greške, jer za ispravak greške 
potrebno je mijenjati velik dio koda. Osim toga problem ovakvog pisanja koda vidljiv je 
prilikom većeg broja korisnika čime se vrši teret zbog velikog broja kreiranja ovisnosti. [25] 
 
5.1.2 TVORNIČKI NAČIN PISANJA KODA 
 
Ovakvim načinom pisanja koda smanjuje se teret koji se dobiva ručnom konstrukcijom koda. 
Prilikom izrade tvorničkog načina koda koristi se objekt zvan tvornica. Cilj tog objekta jest 
automatizirati proces ovisnosti.  [25] 
Razlika između tvorničkog načina pisanja koda te ručne konstrukcije koda vidljiva je na 
primjerima ispod. 
Primjer kada se provjera na email servisu postavlja putem konstruktora. 
Public class Emailer { 
 Private SpellChecker spellChecker; 
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 Public Emailer(SpellChecker spellChecker){ 
 this.spellChecker = spellChecker; 
 } 
… 
} 
Izrada ovisnosti se vrši putem tvornice što je vidljivo na primjeru ispod. 
Public class EmailFactory { 
 Public Emailer newEnglishEmailer(){ 
  Return new Emailer(new EnglishSpellChecker()); 
} 
} 
Analizom koda pisanog tvorničkim načinom vidljivo jest da se eksplicitno definira kakvog će 
tipa biti Emailer, što je u ovom slučaju newEnglishEmailer i on se sastoji od engleskog 
spellcheckera. Svaki kod koji koristi engleski email servis piše se na način: 
Emailer servis = new EmailerFactory().newEnglishEmailer(); 
Ono što je različito u primjeru koda ručno konstruiranog jest da klijentski kod nema referencu 
na dijelove Emailer objeka te se dodao nivo apstrakcije, odnosno odvojio se kod koji koristi 
Emailer sa kodom koji kreira Emailer. Prednost ovakvog načina pisanja vidljiva jest u 
kompleksnijim ovisnostima.  
Ovakav način pisanja koda jedino mora znati koja se tvornica koristila da bi poznavao 
ovisnosti. Test ovakvog koda vidljiv ne u primjeru ispod.  
Public void testEmailer() { 
 // Napravi novi mock za svaku ovisnost 
 MockSpellChecker spellChecker = new MockSpellChecker();  
 … 
// Postavi sve mockane servise na emailer  
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 Emailer emailer = new Emailer(); 
 emailer.setSpellChecker(spellChecker); 
 … 
 Emailer.send(„test“); 
 // Provjeri jel sve prošlo po planu 
assert …; 
} 
Testiranja klijenata vrši se na način prema kodu ispod. 
Public class EmailClient { 
// Dohvati emailer iz tvornice 
Private Emailer emailer = new EmailerFactory().newEnglishEmailer(); 
Public void run(){ 
Emailer.send(message()); 
Confirm(„Sent!“); 
} 
} 
Gledajući kod iznad vidljivo jest da klijent nema podataka o Emailer objektu već ovisi o 
tvornici.  
Iako tvornice rješavaju većinu problema koji nastaju ručnom konstrukcijom koda, ne 
rješavaju sve. Osim problema testiranja, tvornice moraju popratiti svaki servis, te svaku 
varijaciju servisa. Takav primjer vidljiv je na kodu ispod. 
Public class EmailerFactory { 
 Public Emailer newJapaneseEmailer(){ 
  Emailer service = new Emailer(); 
service.setSpellChecker(new JapaneseSpellChecker()); 
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service.setAddressBook(new EmailBook()); 
service.setTextEditor(new SimpleJapaneseEditor()); 
return service; 
} 
Public Emailer newFrenchEmailer() { 
 Emailer service = new Emailer(); 
service.setSpellChecker(new FrenchSpellChecker()); 
service.setAddressBook(new EmailBook()); 
service.setTextEditor(new SimpleFrenchEditor()); 
return service; 
 
} 
} 
Problem nastaje ukoliko je potrebno zamijeniti EmailBook sa PhoneAndEmailBook i to na 
svakom servisu jer su sva tri identična. Da bi se taj problem izbjegao potrebno je raditi nove 
tvornice za svaku varijaciju. Testiranje koda na projektima sa tvornicama uzrokuje veliki 
gubitak vremena koji se znatno povećava sa veličinom projekta. [25] 
 
5.1.3 SERVISNI LOKATOR 
 
Servisni lokator je način pisanja koda koji u sebi sadrži značajke tvorničkog načina pisanja. 
Servisni lokator prima ključ koji govori aplikaciji da se traži njegova vrijednost, kao što je 
vidljivo na primjeru ispod. 
Emailer emailer = (Emailer) new ServiceLocator().get(„Emailer“); 
Prema primjeru iznad vidljivo jest da servisni lokator traži Emailer, što ujedno prikazuje 
razliku između tvorničkog načina pisanja te korištenja servisnog lokatora. Razlika je u tome 
što servisni lokator je također tvornica međutim on može primiti bilo koji tip servisa dok 
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tvornički način može primiti samo jedan tip i to taj koji očekuje. Servisni lokator radi na način 
da u početku registrira sve resurse pa ih samo kasnije poziva u dijelu gdje se koriste.  
Nedostatak servisnog lokatora vidljiv je u tome što je on ujedno tip tvornice te zbog toga ima 
problema prilikom testiranja te dijeljenja koda. Osim toga ključevi koji se koriste za rad sa 
servisnim lokatorom su napisani na način da se prilikom ispisa krivog mapiranja referenca 
događa greška jer se kreira krivi objekt. Rješenje tih problema pronađeno je korištenjem 
injekcije ovisnosti. [25] 
 
5.2 PRIKAZ KODA UPOTREBOM INJEKCIJE OVISNOSTI 
 
Injekcija ovisnosti omogućuje korištenje prednosti svih iznad navedenih načina pisanja kod 
bez negativnih posljedica. Injekcija ovisnosti omogućuje klijentima da ne znaju za ovisnosti 
koje se nalaze u kodu ni kako se one kreiraju. Cilj injekcije ovisnosti jest da se implicitno 
poznaju ovisnosti. Hollywood princip prikazuje način injekcije ovisnosti koji omogućuje 
pružanje ovisnosti bez potrebe da je ona zatražena. [25] 
Hollywood princip jest princip upotrebe injekcije ovisnosti na način da se pisanje koda vrši na 
način da se ne pozivaju svi dijelovi koda samo od sebe već postoji alat koji se aktivira te 
ukoliko je potrebno pozvati drugi dio koda on vrši taj poziv umjesto da se sav kod pozove. 
5.2.1 HOLLYWOOD PRINCIP 
 
Način rada Hollywood principa vidljiv je u ručnoj konstrukciji koda. Razlika je u tome što se 
svi zadaci oko izrade i mapiranja ovisnosti odvijaju preko vanjske okoline (engl. Framework). 
Takva se okolina naziva DI(engl. Dependency Injector). Hollywood princip omogućuje 
izmjenu ovisnosti koja se naziva IoC(engl. Inversion Of Control).  [25] 
DI okoline u sebi sadrže IoC kontejnere. Ti se IoC kontejneri razlikuju ovisno o programskom 
jeziku. Razlika između IoC kontejnera vidljiva jest u načina izrade što omogućuje različite 
brzine određenih metoda. Takav je primjer vidljiv na tablici 1. Brzina IoC kontejnere se 
razlikuje ovisno o situacijama u kojima se odvija injekcija. Sve vrijednosti unutar tablice 
prikazane su u milisekundama.  
Najsporiji IoC kontejner je Ninject. MEF, LinFU i Sprint.NET rade brže nego Ninject. Od njih 
su brži AutoFac, Catel i Windsor te StructureMap, Unity i LightCore. Nedostatak Sprint.Net 
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IoC kontejnera je taj da se može konfigurirati samo sa XML-om.(engl. Extensible Markup 
Language). [26] 
Unutar Student Projekt aplikacije korišten je Ninject IoC kontejner. Prilikom instalacije 
Ninjecta u folderu AppStart pojavljuje se nova klasa NinjectWebCommon koja u sebi sadrži 
jezgru. Unutar NinjectWebCommon klase vrši se registracija jezgre, te je nakon iste potrebno 
registrirati klase te servise koji prikazuju na te njihove implementacije tako da se ovisnosti 
mogu riješiti prilikom pokretanja aplikacije kao što je vidljivo na slici 19.  
 
 
Slika 19: Ninject IoC kontejner unutar Student Projekt aplikacije 
U implementaciji Student Projekta prema slici 19. vidljivo jest da su registrirana dva servisa 
koji prikazuju na implementacije istih. Na slici 20. vidljiv je prikaz IMailService servisa. 
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Slika 20: Prikaz implementacije IMailService servisa 
Ukoliko se uđe dalje u metodu na koju pokazuje taj servis može se vidjeti da se u tu metodu 
šalju tri parametra. Sva tri parametra su tekstualni zapisi. Metoda SendMail omogućuje slanje 
email poruka korištenjem injekcije ovisnosti. Prikaz implementacije SendMail metode vidljiv 
je na slici 21. 
 
Slika 21: Implementacije MailService servisa na koju pokazuje IMailService sučelje. 
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Na slici 22. vidljiv je prikaz injekcije ovisnosti unutar Student Projekt aplikacije. Injekcija 
ovisnosti se implementira na način da se izradi privatna varijabla IMailService sa imenom 
_mail te se unutar konstruktora HomeControllera injektira taj servis. Ukoliko Ninject nije 
instaliran projekt bi se mogao pokrenuti međutim ne bi se očitala web stranica već bi izbacila 
grešku. Implementacijom injekcije ovisnosti, ovisnosti se mapiraju i riješe na startu aplikacije. 
 
Slika 22. Implementacija injekcije ovisnosti 
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Tablica 1: Prikaz brzina rada IoC kontejnera za različite situacije [26]  
Prilikom korištenja inverzije ovisnosti, razvojni inženjer dužan je istražiti vrste IoC 
kontejnera i ovisno o slučaju upotrijebiti onaj koji mu najviše odgovara. Prikaz analize brzine 
rada različitih IoC kontejnera vidljiv je u tablici 1. 
Iz tablice 1 vidljivo jest da različiti IoC kontejneri rade različitim brzinama u različitim 
situacijama ovisno kojim se komponentama programskog jezika korisnik koristi.  
5.2.2 INVERZIJA KONTROLE 
 
Inverzija kontrole se koristi zajedno sa injekcijom ovisnosti. Inverzija kontrole je način 
programiranja pri kojemu je cilj zajedno sa injekcijom ovisnosti maknuti ovisnosti unutar 
koda. Korištenjem inverzije kontrole događa se smanjenje ovisnosti (engl. Loose coupling) 
između klijenta i servisa na način da dijelovi servisa imaju minimalan ili nikakav utjecaj na 
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klijenta.  Inverzija kontrole se koristi kada dio servisa ne može izvršavati zadatak zbog 
nedostatka informacija ili funkcionalnosti. [25] 
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6. ZAKLJUČAK 
 
Napretkom razvojnih tehnologija razvijaju se i načini razvoja. Potrebno je stalno 
proučavati nove načine razvoja jer se u njima pronalaze rješenja za aktualne probleme 
prilikom razvoje ili optimizacije postojećih sustava. Razvojne tehnologije se granaju u dvije 
grane frontend i backend međutim zbog velike brzine razvoja događa se specijalizacija za 
jednu granu ponekad i područje unutar jedne grane. Razvojni postupci poput tvornica, 
servisnog lokatora te injekcije ovisnosti budućnost su razvojnih tehnologija i na njima je 
vidljivo koliko je znanje potrebno da bi se implementirala injekcija ovisnosti na većim 
sustavima. Potrebno je poznavanje različitih razvojnih postupaka te ukomponiravanje istih. 
Komparativna analiza vršena je na sustavu Student Projekt. Napravljena je sa ciljem analize 
aktualnih razvojnih web tehnologija i to prema dvama razvojnim dijelovima. Frontend i 
backend. Komparativnom analizom utvrđeno jest da se kompleksan sustav napravi potrebno 
je poznavanje razvojnih postupaka, arhitekture, injekcije ovisnosti, frontenda, backenda, baze 
podataka te komunikaciju između baze podataka i aplikacije. Cilj komparativne analize bio je 
usporediti brzine rada i funkcionalnosti razvojnih tehnologija i samog razvoja u vrijeme 
začetka razvojnih tehnologija pa sve do danas. Iz komparativne analize vidljivo je da se 
razvojne tehnologije razvijaju velikom brzinom čime se nude različite tehnologije ovisno o 
karakteristikama sustava dok u prošlosti nije postojao takav izbor. Zahvaljujući razvojnim 
tehnologijama te razvojnim metodologijama moguće je napraviti potreban sustav uz 
minimalno vrijeme izrade.  Svake se godine sve više ubrzava razvoj razvojnih tehnologija što 
ujedno primorava razvojne inženjere da se specijaliziraju za jedno područje. Nadalje se 
očekuje daljnji rast aplikacija i njihovog tržišta.  
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POPIS KRATICA 
 
IT - Information Technology 
ICT - Information Communication Technology 
WWW - World Wide Web 
HTML - HyperText Markup Language 
CMS - Content Managment System 
CPU - Central Processing Unit 
HTTP - HyperText Transfer Protocol 
URL - Uniform Resource Locator 
CSS - Cascading Style Sheets 
XML - Extended Markup Language 
BLL - Bussiness Logic Layer 
DAL - Data Access Layer 
DDD - Domain Driven Design 
DI - Dependency Injector  
IoC - Inverison Of Control 
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