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Abstrakt
Pra´ca sa zaobera´ urcˇen´ım zaka´zane´ho pracovne´ho priestoru pre polygona´lneho robota.
Hlavny´m ciel’om je vy´pocˇet tvaru preka´zˇky v konfiguracˇnom priestore. Tento proble´m je
riesˇeny´ pomocou Minkowske´ho sumy. Dˇalej pra´ca pojedna´va o vlastnostiach Minkowske´ho
sumy. Zvysˇnu´ cˇast’ pra´ce tvor´ı uvedenie algoritmu pre vy´pocˇet Minkowske´ho sumy, jeho
ladenie a implementa´cia do prostredia C#.
Abstract
Thesis deals with finding forbiden configuration space for polygonal robot. The aim is to
compute an obstacle shape in configuration space. This problem solves Minkowsky Sum.
Also thesis deals with Minkowsky sum properties. In the rest of the thesis is mentioned
algorithm to compute Minkowsky sum, its debugging and implementation to the C#
enviroment.
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U´vod
K tomu, aby bolo mozˇne´ napla´novat’ pohyb robota, je va¨cˇsˇinou potrebne´, aby robot mal
nejake´ informa´cie o prostred´ı, v ktorom sa bude pohybovat’. Informa´cie o prostred´ı moˆzˇe
poskytnu´t’ pla´n rozostavenia preka´zˇok, napr´ıklad rozostavenie stojov, alebo iny´ch kom-
ponentov vo firme. Pre pr´ıpad pohyblivy´ch preka´zˇok, ktore´ nie su´ zobrazene´ v pla´ne
rozostavenia preka´zˇok, mus´ı byt’ robot vybaveny´ senzormi. Take´to preka´zˇky moˆzˇu tvo-
rit’ l’udia pohybuju´ci sa vo firme. Pri pla´novan´ı pohybu robota je doˆlezˇite´ na´jst’ a presne
definovat’ priestor v ktorom sa robot moˆzˇe pohybovat’.
Pre robota, ktory´ ma´ tvar polygonu, je doˆlezˇite´ a potrebne´ prepocˇ´ıtat’ tvar preka´zˇok
tak, aby nedosˇlo ku kol´ızii robota s preka´zˇkou. Pri hl’adan´ı tvaru preka´zˇok sa obmedz´ıme
na dvojrozmerny´ priestor. Tento predpoklad nie je azˇ tak dramaticky´, ako sa moˆzˇe zdat’.
V praxi mnoho kra´t stacˇ´ı tento predpoklad k urcˇeniu priestoru, v ktorom sa robot moˆzˇe
pohybovat’. Dˇalˇs´ımi zjednodusˇuju´c´ımi predpokladmi bude skutocˇnost’, zˇe robot nebude
rotovat’ a rovnako ako preka´zˇky, bude reprezentvoany´ konvexny´m polygonom.
Tieto sˇpecifika´cie a d’alˇsie predpoklady budu´ presnejˇsie rozobrane´ v prvej kapitole.
Dˇalej v prvej kapitole budu´ definovane´ za´kladne´ pojmy, ako nap´ıklad robot, alebo preka´zˇka.
Taktiezˇ v tejto kapitole budu´ d’alˇsie doˆlezˇite´ pojmy, ako pracovny´ a konfiguracˇny´ priestor
a pojmy zaka´zany´ a vol’ny´ konfiguracˇny´ priestor. Vsˇetky tieto pojmy sa budu´ vyuzˇ´ıvat’
v d’alˇs´ıch kapitola´ch.
Druha´ kapitola je venovana´ hl’adaniu tvaru preka´zˇky v konfiguracˇnom priestore. Hlav-
ny´m proble´mom je zisit’, kedy nasta´va kol´ızia robota s preka´zˇkou. Minkowske´ho suma
ponu´ka apara´t pre vy´pocˇet tvaru preka´zˇky v konfiguracˇnom priestore. V tejto kapi-
tole je uvedeny´ pr´ıklad analyticke´ho vy´pocˇtu Minkowske´ho sumy pre konkre´tneho ro-
bota a preka´zˇky. Pozna´mka o referencˇnom bode poukazuje na funkcie referencˇne´ho bodu
robota. Dˇalej kapitola pojedna´va o za´kladny´ch vlastonostiach Minkowske´ho sumy, ako
napr´ıklad tvar Minkowkse´ho sumy, konvexnost’, alebo obsah Minkowske´ho sumy. Niektore´
z vlastnost´ı vyuzˇ´ıva algoritmus pre vy´pocˇet Minkowske´ho sumy. Taktiezˇ tieto vlastnosti
moˆzˇu byt’ prostriedkom k lepsˇiemu pochopeniu a preniknutiu do Minkowske´ho sumy.
V tretej kapitole, nazvanej Algoritmus pre vy´pocˇet Minkowske´ho sumy, sa uva´dza
pseudoko´d algoritmu, ktory´ pocˇ´ıta tvar Minkowske´ho sumy. Na dvoch pr´ıkladoch je uve-
dene´ fungovanie algoritmu a jeho ladenie. Vyladeny´ pseudoalgoritmus je implementovany´
do prosterdia C#. Okrem uka´zˇky ko´du meto´dy, ktora´ implementuje uzˇ spomı´nany´ pseu-
doko´d sa ta´to kapitola venuje vytvoren´ım pomocny´ch meto´d, ktore´ su´ nevyhnutne´ pre
chod programu. Zdrojove´ ko´dy ty´chto meto´d su´ tu taktiezˇ uvedene´. V za´vere tejto ka-
pitoly je uvedeny´ na´vod na pouzˇitie programu pre vy´pocˇet Minkowske´ho sumy, ktory´ je
prilozˇeny´ v pr´ılohe tejto pra´ce.
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Kapitola 1
Za´kladne´ pojmy
Na u´vod je podstatne´ definovat’ si za´kladne´ pojmy, s ktory´mi budeme neskoˆr pracovat’.
Taktiezˇ si stanov´ıme sˇpecifika´cie resp. obmedzenia, ktore´ budeme uvazˇovat’ v celej pra´ci.
Robota a preka´zˇku definujeme nasledovne.
Defin´ıcia 1.1. Oznacˇme robota R(x, y) ako mnozˇinu bodov v rovine, ktora´ je reprezento-
vana´ konvexny´m polygonom s referencˇny´m bodom v (x, y).
Defin´ıcia 1.2. Oznacˇme preka´zˇku P ako mnozˇinu bodov v rovine, ktora´ je reprezentovana´
konvexny´m polygonom.
Konvexna´ mnozˇina bodov je taka´ mnozˇina, v ktorej, ak spoj´ıme u´secˇkou ake´kol’vek
dva body patriace do tejto mnozˇiny, tak ta´to u´secˇka bude cela´ lezˇat’ v tejto mnozˇine. Dˇalej
v celej pra´ci predpokla´dame, zˇe robot sa pohybuje v rovine a taktiezˇ, zˇe nerotuje resp.
nedoka´zˇe sa nata´cˇat’. Napr´ıklad pohyb auta moˆzˇe slu´zˇit’ ako predstava pobybu robota,
ktory´ sa doka´zˇe nata´cˇat’. Potrebujeme esˇte definovat’ pracovny´ a konfiguracˇny´ priestor.
Defin´ıcia 1.3. Pracovny´m priestorom robota R(x, y) nazy´vame priestor, v ktorom sa robot
moˆzˇe pohybovat’ a kde jeho poloha je definovana´ polohou referencˇne´ho boda.
Defin´ıcia 1.4. Konfiguracˇny´ priestor robota R(x, y) je parametricky´ priestor robota, kde
kazˇdy´ jeden bod tohto priestoru definuje presnu´ polohu robota v pracovnom priestore.
Pre objasnenie pojmov si uvedieme dva pr´ıklady:
Pr´ıklad 1.1
Pre pr´ıpad, za vyzˇsˇie spomenuty´ch prepokladov, pracovny´ a konfiguracˇny´ priestor je zo-
brazeny´ na obr. 1.1 a obr. 1.2. Na obr. 1.2 stoj´ı za pozornost’, zˇe nepracujeme s cely´m
polygona´lnym robotom, ale iba s jeho referencˇny´m bodom. Moˆzˇeme si vsˇimnu´t’, zˇe ak re-
ferencˇny´ bod sa bude nacha´dzat’ vo svetlosivej oblasti, tak to znamena´, zˇe robot nabu´ral
do preka´zˇky.
Pr´ıklad 1.2
Zaujimavejˇs´ım pr´ıkladom bude, ak si pr´ıpad s rovnaky´mi predpokladmi ako v pr´ıklade 1.1
predstav´ıme, zˇe robot moˆzˇe aj rotovat’. Pracovny´ priestor take´hoto robota sa nezmen´ı, no
jeho poloha bude definovana´ uzˇ troma parametrami. Robota by sme mohli oznacˇit’ takto:
R(x, y, ϕ), kde ϕ je uhol natocˇenia robota v protismere hodinovy´ch rucˇiek vzhl’adom k osi
x.
Konfiguracˇny´ priestor uzˇ nebude dvojdimenziona´lny ale trojdimenziona´lny. Naviac,
nejedna´ sa o Euklidovsky´ priestor, ale o priestor definovany´ takto: R2× 〈0; 360◦). Taky´to
priestor si moˆzˇeme predstavit’ ako nekonecˇny´ valec.
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Obr. 1.1: pracovny´ priestor [1] Obr. 1.2: konfiguracˇny´ priestor [1]
Ty´mto ma´me jasne definovanu´ polohu robota, a to bud’ zadan´ım konkre´tnych hodnoˆt
parametrov referencˇne´ho bodu alebo bodom v konfiguracˇnom priestore. Nasleduju´cimi
pojmami rozdel´ıme konfiguracˇny´ priestor na zaka´zany´ a vol’ny´.
Defin´ıcia 1.5. Oznacˇme mnozˇinu preka´zˇok ako S. Cˇast’ konfiguracˇne´ho priestoru ktory´,
obsahuje body odpovedaju´ce poloha´m, pri ktory´ch robot pret´ına preka´zˇku, nazy´vame zaka´zany´
konfiguracˇny´ priestor. Oznacˇme ho ako Cforb(R, S).
Defin´ıcia 1.6. Doplnok Cforb(R, S), ktory´ obsahuje body odpovedaju´ce poloha´m, pri ktory´ch
robot nepret´ına preka´zˇky, nazy´vame vol’ny´ konfiguracˇny´ priestor. Oznacˇme ho ako Cfree(R, S).
Ak hl’ada´me cestu pre robota zo sˇtartovacej poz´ıcie do ciel’ovej, tak cela´ krivka, ktora´
predstavuje cestu, mus´ı lezˇat’ vo vol’nom priestore. V pr´ıklade 1.1 je ta´to krivka zna´zornena´.
V totmo pr´ıklade na obra´zku zobrazuju´com kofiguracˇny´ priestor je svetlosivou farbou vy-
znacˇny´ zaka´zany´ konfiguracˇny´ priestor. Pre na´zornost’, jendotlive´ preka´zˇky tmavosivej
farby zostali zobrazene´ aj napriek tomu, zˇe uzˇ nehraju´ zˇiadnu rolu.
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Kapitola 2
Minkowske´ho suma
Situa´cia je pomerne komplikovana´, pretozˇe budeme musiet’ zistit’, kedy docha´dza k zra´zˇke
robota, ako konvexne´ho polygonu, s preka´zˇkou, ktora´ je taktiezˇ konvexny´ polygon. Preka´zˇ-
ky v konfiguracˇnom priestore uzˇ nebudu´ mat’ rovnaky´ tvar ako preka´zˇky v pracovnom
priestore. V tejto kapitole zavedieme mnozˇinu Minkowske´ho suma, ktora´ na´m vyriesˇi
proble´m so zra´zˇkami robota s preka´zˇkou a uvedieme jej vlastnosti.
2.1 Defin´ıcia Minkowske´ho sumy
Pripomenˇme, zˇe ma´me definovane´ho robota R(x, y) a preka´zˇku P. Je zrejme´, zˇe poly-
gona´lny robot ma´ rovnaky´ tvar v pracovnom aj konfiguracˇnom priestore. V pr´ıpade po-
lygona´lneho robota ma´ preka´zˇka v pracovnom priestore iny´ tvar ako v konfiguracˇnom
priestore. Tvar preka´zˇky v konfiguracˇnom priestore si definujeme nasledovne:
Defin´ıcia 2.1. Uvazˇujme preka´zˇku P a robota R v pracovnom priestore. Oznacˇme CP ako
mnozˇinu bodov, pre ktoru´ plat´ı
CP = {(x, y) : R(x, y) ∩ P 6= ∅}.
Konvexy´ obal mnozˇiny CP tvor´ı tvar preka´zˇky P v konfiguracˇnom priestore.
Tvar CP si moˆzˇeme predstavit’ ako keby sme robota R t’ahali po okraji preka´zˇky P.
Krivka, ktoru´ vytvor´ı referencˇny´ bod robota je hranica CP (vid’ obr. 2.1).
Prejdime k defin´ıcii Minkowske´ho sumy.
Defin´ıcia 2.2. Majme dve mnozˇiny S1 ⊂ R2 a S2 ⊂ R2. Oznacˇme Minkowske´ho sumu
ako S1 ⊕ S2, ktora´ je definovana´ ako
S1 ⊕ S2 = {p+ q : p ∈ S1, q ∈ S2},
kde p+q oznacˇuje vektorovu´ sumu bodov p a q, cˇo znamena´, ak p = (px, py) a q = (qx, qy),
tak potom
p+ q = (px + qx, py + qy).
Nasleduju´ca veta na´s presvedcˇ´ı o tom, zˇe pomocou Minkowske´ho sumy zavedieme
preka´zˇku v konfiguracˇnom priestore CP. Najskoˆr, pre bod p = (px, py) definujeme znacˇenie
−p = (−px,−py), a taktiezˇ pre mnozˇinu S definujeme −S = {−p : p ∈ S}.
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Obr. 2.1: uka´zˇka CP [1]
Veta 2.1. Bud’ R rovinny´ robot a P preka´zˇka. Pre mnozˇinu CP plat´ı
CP = P⊕ (−R(0, 0)).
Doˆkaz. Potrebujeme doka´zat’, zˇe robot R(x, y) pret´ına preka´zˇku P pra´ve vtedy, ak pre
referencˇny´ bod robota plat´ı (x, y) ∈ P ⊕ (−R(0, 0)). Iny´mi slovami, zˇe referencˇny´ bod
robota vstu´py do polygonu CP.
Najprv predpoklada´me, zˇe robot pret´ına preka´zˇku, a teda prepoklada´me, zˇe existuje
taky´ bod q = (qx, qy), ktory´ sa nacha´dza v priesecˇniku robota R(x, y) a preka´zˇky P. Teda
plat´ı, zˇe q ∈ R(x, y). Z toho vyply´va, zˇe (qx − x, qy − y) ∈ R(0, 0), alebo ekvivaletntny´
za´pis (−qx + x,−qy + y) ∈ −R(0, 0). Pretozˇe su´cˇasne plat´ı, zˇe bod q ∈ P, tak z toho
vyply´va, zˇe (x, y) ∈ P⊕ (−R(0, 0))
Naopak, bud’ (x, y) ∈ P⊕(−R(0, 0)). Potom existuju´ body (rx, ry) ∈ R(0, 0) a (px, py) ∈
P, pre ktore´ plat´ı (x, y) = (px− rx, py − ry), resp. px = rx + x a py = ry + y, cˇo implikuje,
zˇe robot R(x, y) pret´ına preka´zˇku P.
Dostali sme alternat´ıvne zavedenie preka´zˇky v konfiguracˇnom priestore. Touto vetou
sme o krok blizˇsˇie k vyriesˇeniu proble´mu zra´zˇok robota R(x, y) s preka´zˇkou P. Uvedieme
si pr´ıklad vyuzˇitia Minkowske´ho sumy, pricˇom mnozˇiny bodov robota a preka´zˇky budu´
tvorit’ iba ich vrcholy.
Pr´ıklad 2.1
Preka´zˇku P = {(40, 40), (80, 40), (80, 80), (40, 80)} a robota R(0, 0) = {(0, 0), (0, 20), (20, 0)}
ma´me zadane´. Robot ma´ referencˇny´ bod (0, 0). Na´cˇrt je na obr. 2.2. Pre vy´pocˇet tvaru
preka´zˇky v konfiguracˇnom priestore aplikujeme vetu 2.1. Prevedieme robota na−R(0, 0) =
{(0, 0), (0,−20), (−20, 0)}. Kazˇdy´ bod robota R(0, 0) vektorovo scˇ´ıtame s kazˇdy´m bodom
preka´zˇky P a dostaneme nasledovnu´ mnozˇinu bodov:
{(40, 40), (80, 40), (80, 80), (40, 80), (40, 20), (80, 20),
(80, 60), (40, 60), (20, 40), (60, 40), (60, 80), (20, 80)}.
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Obr. 2.2: na´cˇrt pr´ıkladu
Vytvor´ıme konvexny´ obal tejto mnozˇiny bodov, cˇ´ım z´ıskavame tvar preka´zˇky P v konfi-
guracˇnom priestore, teda tvar CP. Konvexny´ obal je tvoreny´ bodmi:
{(40, 20), (80, 20), (80, 80), (20, 80), (20, 40)}.
Obr. 2.3: vy´pocˇet tvaru preka´zˇky
CP
Obr. 2.4: tvar preka´zˇky CP
Pozna´mka 2.1 Referencˇny´ bod robota ma´ dve funkcie. Prva´ funkcia je, zˇe na´m uda´va
polohu robota v pracovnom priestore. Ta´ druha´ na´m poma´ha pri vy´pocˇte Minkowske´ho
sumy. Minkowske´ho sumu, a teda tvar preka´zˇok v konfiguracˇnom priestore, pocˇ´ıtame
sta´le pred ty´m, ako zacˇneme pla´novat’ aku´kol’vek cestu robota. Ak ma´me zadanu´ polohu
robota, teda polohu referencˇne´ho bodu robota, je potrebne´ prepocˇ´ıtat’ polohu jednotlivy´ch
vrcholov polygonu vzhl’adom k referencˇne´mu bodu, a azˇ potom pokracˇovat’ vo vy´pocˇte
Minkowske´ho sumy. Prepocˇet pre kazˇdy´ bod r = (rx, ry), patriaci robotovi R(x, y), vocˇi
referencˇne´mu bodu je taky´to:
(r∗x, r
∗
y) = (rx, ry)− (x, y),
kde (x, y) predstavuje polohu referencˇne´ho bodu robota.
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Z pozna´mky 2.1 vyply´va, zˇe aj ked’ zmen´ıme polohu robota v pracovnom priestore,
ale poloha referencˇne´ho bodu sa vocˇi robotovi nezmen´ı, tak tvar aj poloha preka´zˇky
sa v konfiguracˇnom priestore nezmen´ı. Tento poznatok je zobrazeny´ na obr. 2.5. Pre oba
roboty R(10, 10) a R(−20, 60) je tvar aj poloha CP rovnaka´. Touto vlastnost’ou sa budeme
esˇte zaoberat’ v d’alˇsej podkapitole.
Obr. 2.5: tvar preka´zˇky pre posu-
nuty´ refrencˇny´ bod
Obr. 2.6: tvar CP pre nopoly-
gona´lneho robota
In´ı pr´ıklad tvaru CP, kde robot R(0, 0) je nepolygona´lny a preka´zˇka je sta´le polygon,
je zobrazeny´ na obr. 2.6.
2.2 Vlastnosti Minkowske´ho sumy
Uvedieme si niekol’ko doˆlezˇity´ch vlastnost´ı Minkowske´ho sumy, ktore´ neskoˆr vyuzˇijeme.
Veta 2.2. Tvar preka´zˇky CP neza´vis´ı na polohe referencˇne´ho bodu robota.
Doˆkaz. Majme robota R(0, 0), kde (0, 0) ∈ R(0, 0) a preka´zˇku P. Zvol’me (u, v) ∈ R2.
Dˇalej pre robota plat´ı R(u, v) = {(x − u, y − v) : x, y ∈ R(0, 0)}. Je potrebne´ doka´zat’
nasleduju´cu ekvivalenciu:
(ξ1, ξ2) ∈ −R(u, v)⊕ P⇔ (ξ1, ξ2) ∈ −R(0, 0)⊕ P⊕ (u, v),
pricˇom plat´ı, zˇe −R(u, v)⊕P ⊆ R2, −R(0, 0)⊕P⊕ (u, v) ⊆ R2 a bod (ξ1, ξ2) ∈ R2. Doˆkaz
v smere “⇒”je nasleduju´ci.
Plat´ı, zˇe (ξ1, ξ2) = −(ϕ1, ϕ2) + (p, q), pricˇom (ϕ1, ϕ2) ∈ R(u, v) a (p, q) ∈ P. Ked’zˇe
bod (ϕ1, ϕ2) je z robota, tak ho moˆzˇeme zap´ısat’ nasledovne (ϕ1, ϕ2) = (x− u, y− v), kde
(x, y) ∈ R(0, 0). Dˇalej plat´ı:
(ξ1, ξ2) = −(x− u, y − v) + (p, q) = −(x, y) + (p, q) + (u, v) ∈ −R(0, 0)⊕ P⊕ (u, v),
cˇ´ım je prva´ cˇast’ doˆkazu hotova´. Doˆkaz v smere “⇐ ”moˆzˇeme povazˇovat’ za zrejmy´. Ty´mto
je veta doka´zana´.
Veta 2.3. Majme robota R(x, y), preka´zˇku P a CP = P ⊕ (−R(x, y)). Extre´mny bod
v smere ~d na CP je sumou extre´mnych bodov v smere ~d na R(x, y) a P.
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Obr. 2.7: zobrazenie vlastnosti z vety 2.3 [1]
Doˆkaz. Ako prve´ doka´zˇeme, zˇe extre´mny bod Minkowske´ho sumy v smere osi x je sumou
extre´mnych bodov robota a preka´zˇky v tomto smere. Extre´mny bod preka´zˇky a robota
v tomto smere na´jdeme jednoducho. Su´ to body, ktore´ maju´ najva¨cˇsˇiu x−ovu´ hodnotu.
Extre´mny bod robota R(x, y) oznacˇ´ıme r = (rx, ry) a podobne extre´mny bod preka´zˇky
P oznacˇ´ıme p = (px, py). Z defin´ıcie Minkowske´ho sumy pre tieto dva body plat´ı p⊕ r =
e = (px + rx, py + ry), a teda z´ıskavame novy´ bod, ktory´ oznacˇ´ıme e. Z tejto rovnosti
je vidiet’, zˇe bod e ma´ taktiezˇ maxima´lnu mozˇnu´ x–ovu´ hodnotu, pretozˇe vznika´ su´cˇtom
maxima´lnych x–ovy´ch hodnoˆt robota a preka´zˇky. Aky´kol’vek iny´ su´cˇet bude vzˇdy mensˇ´ı.
Pre kazˇdy´ iny´ smer doka´zˇeme otocˇit’ su´radny´ syste´m tak, aby smer osi x sa zhodoval
s dany´m smerom. Prera´tame su´radnice vsˇetky´ch bodov pre pootocˇeny´ su´radny´ syste´m.
Podobne, aj v tomto novom su´radnom syste´me doka´zˇeme na´jst’ extre´mne body robota
a preka´zˇky v smere novej osi x. Rovnaky´m pustupom dostaneme extre´mny bod aj pre
Minkowske´ho sumu. Z toho vyply´va, zˇe v akomkol’vek smere extre´mny bod Minkowske´ho
sumy je sumou extre´mnych bodov robota a preka´zˇky, cˇ´ım je veta doka´zana´.
Veta 2.4. Majme robota R(x, y) a preka´zˇku P s n a m hranami. Konvexny´ obal Minkow-
ske´ho sumy CP = P⊕ (−R(x, y)) ma´ tvar konvexne´ho polygonu s najviac n+m hranami.
Doˆkaz. Na zacˇiatok je potrebne´ doka´zat’, zˇe Minkowske´ho suma dvoch konvexny´ch po-
lygonov je konvexny´ polygon. Budeme vycha´dzat’ z defin´ıcie konvexnosti, ktora´ vrav´ı, zˇe
u´secˇka spa´jaju´ca ake´kol’vek dva body mus´ı patrit’ do polygonu. Predpokla´dajme body, pre
ktore´ plat´ı (ϕ1, ϕ2), (ξ1, ξ2) ∈ P⊕ (−R(x, y)). Tieto body spoj´ıme, cˇ´ım vytvor´ıme usecˇku,
ktoru´ zap´ıˇseme parametricky nasledovne:
(ϕ1, ϕ2) + ρ · (ξ1 − ϕ1, ξ2 − ϕ2), t ∈ 〈0, 1〉. (2.1)
Dˇalej predpokla´dajme, zˇe body (a1, a2), (b1, b2) ∈ P a (c1, c2), (d1, d2) ∈ (−R(x, y)). Aj
v tomto pr´ıpade tieto body v jednotlivy´ch polygonoch spoj´ıme a vytovr´ıme usecˇky, ktory´ch
parametricky´ za´pis je nasledovny´:
(a1, a2) + t · (b1 − a1, b2 − a2) ⊆ P ; t ∈ 〈0, 1〉
(c1, c2) + s · (d1 − c1, d2 − c2) ⊆ (−R(x, y)) ; s ∈ 〈0, 1〉.
Dˇalej pre body (ϕ1, ϕ2), (ξ1, ξ2) uvazˇujme:
(ϕ1, ϕ2) = (a1, a2)⊕ (c1, c2) = (a1 + c1, a2 + c2)
(ξ1, ξ2) = (b1, b2)⊕ (d1, d2) = (b1 + d1, b2 + d2)
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Dosaden´ım ty´chto vzt’ahov do parametricke´ho vyjadrenia u´secˇky 2.1 dosta´vame nasle-
duju´ce vyjadrenie u´secˇky, ktore´ d’alej uprav´ıme:
(a1 + c1, a2 + c2) + ρ · (b1 + d1 − a1 − c1, b2 + d2 − a2 − c2) =
= (a1, a2) + ρ·(b1 − a1, b2 − a2) + (c1, c2) + ρ · (d1 − c1, d2 − c2) ⊆ (P⊕ (−R(x, y))),
kde ρ ∈ 〈0, 1〉. Teda z toho vyply´va, zˇe u´secˇka spa´jaju´ca ake´kol’vek dva body v polygone
P⊕ (−R(x, y)) je tvorena´ z u´secˇiek patriacim konvexny´m polygonom P a (−R(x, y)), cˇ´ım
je veta doka´zana´.
Pripomenˇme, zˇe su´cˇet dvoch polygonov je polygon. Dˇalej doka´zˇeme, zˇe konvexny´ obal
Minkowske´ho sumy ma´ najviac n+m hra´n. Oznacˇme si e ako hranu P⊕ (−R(x, y)) (vid’.
obr. 2.8). Ta´to hrana je extre´mna v smere norma´ly na tu´to hranu, cˇo znamena´, zˇe musela
vzniknu´t’ scˇ´ıtan´ım bodov z P a (−R(x, y)), ktore´ su´ extre´mne v tomto smere. Naviac asponˇ
jeden z polygonov mus´ı mat’ extre´mnu hranu v tomto smere. V pr´ıpade zobrazenom na
obr. 2.8 je ta´to hrana oznacˇena´ ako e′. Taky´mto spoˆsobom moˆzˇeme oznacˇit’ kazˇdu´ hranu
najviac raz, teda celkovy´ pocˇet hra´n je najviac n+m. Poznamenajme, zˇe, ak P a (−R(x, y))
nemaju´ zˇiadne dve hrany rovnobezˇne´, tak pocˇet hra´n CP je pra´ve n+m.
Obr. 2.8: pocˇet hra´n CP [1]
Veta 2.5. Majme robota −R(x, y), preka´zˇku P a mnozˇinu CP = P⊕ (−R(x, y)). Taktiezˇ
uvazˇujme bod O = (ox, oy) ∈ R(x, y). Obsah S(CP) preka´zˇky v konfiguracˇnom priestore
CP sa vypocˇ´ıta ako:
S(CP) = S(R(x, y)) + S(P) +
n∑
i=1
|pi||vi|,
kde S(R(x, y)) a S(P) su´ obsahy polygonov R(x, y) a P; pi je hrana preka´zˇky P; vi je
kolma´ vzdialenost’ medzi extre´mnym bodom robota R(x, y) v smere ni a priamkou, ktora´
je rovnobezˇna´ s hranou pi a precha´dza bodom O = (ox, oy), kde ni je vonkajˇs´ı norma´lovy´
vektor hrany pi.
Doˆkaz. Tu´to vetu doka´zˇeme bez u´jmy na vsˇeobecnosti pre pr´ıpad, zˇe bod O oznacˇuje
pocˇiatok su´radnicovej su´stavy, je su´cˇast’ou mnozˇiny robota a za´rovenˇ je aj referencˇny´m
bodom robota. Teda plat´ı: O = (0, 0) ∈ −R(0, 0). Dˇalej si oznacˇme vrcholy preka´zˇky ako
P1, P2, . . . , Pn a vrcholy robota ako R1, R2, . . . , Rm. Taktiezˇ polohove´ vektory vrcholov
robota oznacˇ´ıme ako ~r1, ~r2, . . . , ~rm. Jednotlive´ hrany preka´zˇky pre i = 1, . . . , n oznacˇ´ıme
ako pi = PiPi+1, pricˇom Pn+1 = P1. Podobne oznacˇ´ıme aj jednotlive´ hrany robota pre
j = 1, . . . ,m ako rj = RjRj+1, pricˇom Rm+1 = R1.
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Obr. 2.9: pr´ıklad ozancˇenia polygonov
Pripomenˇme, zˇe ak robot a preka´zˇka nemaju´ zˇiadne rovnobezˇne´ hrany, tak pocˇet
hra´n Minkowske´ho sumy robota a preka´zˇky je pra´ve m + n. V pr´ıpade, zˇe existuju´ dve
rovnobezˇne´ hrany, tak Minkowske´ho suma bude obsahovat’ hranu, ktora´ je taktiezˇ rov-
nobezˇna´ s ty´mito hranami a jej d´lzˇka bude rovna´ su´cˇtu d´lzˇok jednotlivy´ch hra´n. Teda na
tejto hrane doka´zˇeme na´jst’ bod, ktory´ bude tu´to u´secˇku delit’ na dve, ktory´ch d´lzˇky budu´
zodpovedat’ d´lzˇkam rovnobezˇny´ch hra´n robota a preka´zˇky.
Oznacˇme vrcholy CP ako C1, C2, . . . , Cm+n. Ked’zˇe kazˇda´ hrana CP je rovonobezˇna´
s niektorou z hra´n robota alebo preka´zˇky, tak moˆzˇeme hrany CP oznacˇit’ ako cik = CkCk+1,
alebo cjk = CkCk+1, pricˇom horny´ index oznacˇuje, cˇi sa jedna´ o hranu rovnobezˇnu´ s ro-
botom (index i), alebo s preka´zˇkou (index j). Cˇ´ıslo i alebo j oznacˇuje poradie, s ktorou
hranou z robota, alebo preka´zˇky je dana´ hrana CP rovnobezˇna´. Pre kazˇde´ k existuje
pra´ve jeden index i, alebo j a pre kazˇde´ i a j existuje pra´ve jedno k (napr´ıklad hrana
cik = CkCk+1 je rovnobezˇna´ s hranou pi z preka´zˇky P). Poznamenajme, zˇe toto indexovanie
v praxi nema´ vy´znam, ide iba o abstrakciu, ktora´ bude d’alej v doˆkaze vyuzˇ´ıvana´.
Obsah CP moˆzˇeme rozdelit’ na dve cˇasti. Prvu´ cˇast’ tvor´ı obsah preka´zˇky P, ktora´ lezˇ´ı
cela´ v CP, pretozˇe predpokla´dame, zˇe bod (0, 0) ∈ R(0, 0). Druhu´ cˇast’ tvoria trojuholn´ıky
a rovnobezˇn´ıky, ktore´ dop´lnˇaju´ zvysˇnu´ cˇast’ obsahu CP nasledovne:
1. pre kazˇdu´ hranu ai existuje hrana c
i
k pre ktore´ plat´ı, zˇe su´ rovnobezˇne´ a maju´ rov-
naku´ d´lzˇku (teda plat´ı, zˇe pi||cik a |pi| = |cik|). Hranu cik z´ıskame tak, zˇe hranu
pi posunieme v smere polohove´ho vektoru ~rj bodu Rj, ktory´ je extre´mny v smere
norma´ly ni na hranu pi. Teda plat´ı, zˇe Ck = Pi + ~rj. Teraz moˆzˇeme vytvorit’ rov-
nobezˇn´ık Ai pre kazˇdu´ jednu hranu pi, a to tak, zˇe dve hrany tohto rovnobezˇn´ıka su´
pi = PiPi+1 a c
k
i = CkCk+1, pricˇom pi||cki . Zvysˇne´ dve hrany su´ ekvivalentne´ a rov-
nobezˇne´ s polohovy´m vektorom ~rj bodu Rj, ktory´ je extre´mny v smere norma´ly ni
na hranu pi. Obsah rovnobezˇn´ıka Ai sa vypocˇ´ıta nasledovne:
S(Ai) = |pi||vi|,
kde vi je vy´sˇka rovnobezˇn´ıka Ai na hranu pi. Vel’kost’ vi je rovnaka´ ako kolma´
vzdialenost’ medzi extre´mnym bodom robota R(0, 0) v smere ni a priamkou, ktora´
je rovnobezˇna´ s hranou pi a precha´dza bodom (0, 0).
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2. hrany cjk = CkCk+1 su´ rovnobezˇne´ s hranami robota. Pretozˇe plat´ı, zˇe Ck = Pi + ~rj
a Ck+1 = Pi + ~rj+1, tak moˆzˇeme vytvorit’ trojuholn´ık Tj = CkCk+1Pi pre kazˇdu´ z
hra´n cjk. Tento trojuholn´ık je ekvivalentny´ s trojuholn´ıkom v ORjRj+1. Suma ty´chto
trojuholn´ıkov na´m da´va plochu robota R(0, 0) a teda plat´ı:
m∑
j=1
S(Tj) = S(R(0, 0)).
Obr. 2.10: pr´ıklad rozkladu CP
Preka´zˇka P, rovnobezˇn´ıky Ai a trojuholn´ıky Tj vyp´lnˇaju´ cely´ obsah preka´zˇky v kon-
figuracˇnom priestore CP, pretozˇe jedine´ mozˇne´ situa´cie ktore´ moˆzˇu nastat’, su´ tieto tri:
1. obe hrany cik a c
i+1
k+1 su´ rovnobezˇne´ s hranami preka´zˇky P a rovnobezˇn´ıky Ai a Ai+1
maju´ spolocˇnu´ pra´ve jednu hranu.
2. hrana cik je rovnobezˇna´ s hranou preka´zˇky P a hrana c
j
k+1 je rovnobezˇna´ s hranou
robota R(0, 0). V tomto pr´ıpade rovnobezˇn´ık a trojuholn´ık maju´ jednu spolocˇnu´
hranu.
3. obe hrany cjk a c
j+1
k+1 su´ rovnobezˇne´ s hranami robota R(0, 0) a trojuholn´ıky Tj a Tj+1
maju´ spolocˇnu´ pra´ve jednu hranu.
Ked’zˇe polygon CP je konvexny´, tak trojuholn´ıky a rovnobezˇn´ıky sa nebudu´ prekr´ıvat’.
Obsah preka´zˇky v konfiguracˇnom priestore CP moˆzˇeme vyjadrit’ ako su´cˇet obsahu robota
R(0, 0), preka´zˇky P a sumy obsahov rovnobezˇn´ıkov Ai. Teda plat´ı:
S(CP) = S(R(0, 0)) + S(P) +
n∑
i=1
|pi||vi|.
Pozna´mka 2.2 Ked’zˇe plat´ı veta 2.2, tak obsah preka´zˇky v konfiguracˇnom priestore CP
sa nezmen´ı pre aku´kol’vek polohu referencˇne´ho bodu (napr´ıklad v pr´ıpade, zˇe referencˇny´
bod lezˇ´ı mimo robota).
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Kapitola 3
Algoritmus pre vy´pocˇet
Minkowske´ho sumy
Ta´to kapitola pojedna´va o algoritme pocˇ´ıtaju´com Minkowske´ho sumu. V u´vode tejto
kapitoly bude uvedeny´ pseudoalgoritmus, ktory´ bude na dvoch pr´ıkladoch postupne vyla-
deny´. Dˇalej bude pseudoalgoritmus vyladeny´ a implementovany´ do prostredia jazyka C#.
Na konci tejto kapitoly bude uvedeny´ strucˇny´ popis pra´ce s programom ConfSpace, ktory´
je za´rovenˇ prilozˇeneny´ v pr´ılohe tejto pra´ce. V celej kapitole budu´ reprezentovat’ mnozˇiny
robota R(x, y) a preka´zˇky P len vrcholy jednotlivy´ch polygonov.
3.1 Pseudoalgoritmus MinkowskySum
Potrebujeme na´jst’ algoritmus, ktory´ bude efekt´ıvne pocˇ´ıtat’ Minkowske´ho sumu, teda zist´ı
tvar preka´zˇok CP. Prirodzene prve´, cˇo na´s napadne, je nasledovny´ a vel’mi jednoduchy´
algoritmus. Pre kazˇdy´ pa´r v, w vrcholov, kde v ∈ P a w ∈ (−R), sa spocˇ´ıta v+w. Na´sledne
sa vytvor´ı konvexny´ obal tejto mnozˇiny. Pri preka´zˇkach s vel’ky´m pocˇtom vrcholov, nie
je tento algoritmus efekt´ıvny, pretozˇe pocˇ´ıtanie kazˇde´ho jedne´ho pa´ru v, w je v tomto
pr´ıpade na´rocˇne´.
Ako uva´dzaju´ Berg, Cheong a Kreveld [1], existuje algotitmus, ktory´ tento proble´m
riesˇi podstatne efekt´ıvnejˇsie. Namiesto toho, aby sme pocˇ´ıtali kazˇdy´ jeden pa´r v, w, tak
vyuzˇijeme vetu 2.3 a budeme scˇ´ıtavat’ iba body, ktore´ su´ extre´mne v niektory´ch smeroch.
Tento algoritmus bude uvedeny´ v pseudoko´de, ten bude v d’alˇsej podkapitole vyladeny´
a nakoniec bude implemetnovany´.
V nasleduju´com pseudoko´de sa pouzˇ´ıva funkcia angle(pq), ktora´ vracia hodnotu vel’kosti
uhlu medzi vektorom ~pq a kladny´m smerom osi x (vid’. obr. 3.1).
Teraz moˆzˇeme prejst’ k pseudoko´du algortimu, ktory´ nazveme MinkowskySum.
Algoritmus MinkowskySum(P,R)
Vstup: konvexny´ polygon P s vrcholmi p1, . . . , pn, konvexny´ polygon −R(x, y) s vrcholmi
r1, . . . , rn, kde zoznamy vrcholov su´ zoradene´ proti smeru hodinovy´ch rucˇicˇiek, kde
p1 a r1 su´ vrcholy s najmensˇou y–ovou hodnotou (v pr´ıpade rovnakej y–ovej hod–
noty dvoch vrcholov s najmensˇou x–ovou hodnotou).
Vy´stup: Mikowske´ho suma P⊕ (−R(x, y)).
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Obr. 3.1: funkcia angle(pq)
i← 1; j ← 1
pn+1 ← p1; pn+2 ← p2; rn+1 ← r1; rn+2 ← r2
repeat
pridaj pi + rj ako vrchol P⊕ (−R(x, y))
if angle(pipi+1) <angle(rjrj+1)
then i← i+ 1
else if angle(pipi+1) >angle(rjrj+1)
then j ← j + 1
else i← i+ 1; j ← j + 1
until i = n+ 1 and j = m+ 1
Tento pseudoalgoritmus, ktory´ uva´dzaju´ vo svojej publika´cii Berg, Cheong a Kreveld
[1], nefunguje spra´vne pre vsˇetky pr´ıpady. Na za´ver tejto podkapitoly uvedieme, zˇe cˇasova´
na´rocˇnost’ vy´pocˇtu Minkowske´ho sumy dvoch polygonov, ktore´ maju´ m a n vrcholov,
pomocou algoritmu MinkowskySum je O(n+m).
3.2 Ladenie algoritmu MinkowskySum
V tejto podkapitole budu´ uvedene´ dva pr´ıklady, na ktory´ch sa vylad´ı algoritmus Min-
kowskySum. V prvom pr´ıklade, s rovnaky´m zadan´ım ako v pr´ıklade 2.1, objasn´ıme
fungovanie algoritmu a pouka´zˇeme na prvu´ chybu. Ty´mto algoritmus mierne odlad´ıme.
Prida´me esˇte jeden pr´ıklad, v ktorom demonsˇtrujeme, zˇe ani v tomto pr´ıpade algoritmus
nefunguje pre vsˇetky pr´ıpady, pricˇom vyvod´ıme d’alˇsiu miernu u´pravu, aby fungoval pre
vsˇetky pr´ıpady.
Pr´ıklad 3.1
Majme preka´zˇku a robota zadane´ nasledovne:
P = {(40, 40), (80, 40), (80, 80), (40, 80)}
R(0, 0) = {(0, 0), (0, 20), (20, 0)}.
Teda vstup algoritmu bude tvoreny´ preka´zˇkou P a zaporny´m robotom −R(0, 0). Robot
je za´porny´, pretozˇe chceme vypocˇ´ıtat’ tvar preka´zˇky CP, a teda plat´ı veta 2.1. Za´porny´
robot:
−R(0, 0)) = {(0,−20), (0, 0), (−20, 0)}.
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Ako vid´ıme, vsˇetky podmienky zo vstupu su´ splnene´. Obe mnozˇiny maju´ prvy´ bod s naj-
mensˇou y–ovu hodnotou, pricˇom jednotlive´ body su´ zoradene´ proti smeru hodinovy´ch
rucˇicˇiek. Moˆzˇeme pristu´pit’ k postupne´mu aplikovaniu algoritmu.
Vytvor´ıme si premenne´ i a j, ktore´ zap´ıˇseme do tabul’ky a postupne budeme za-
znamena´vat’ ich zmeny pocˇas cyklov (vid’. tab. 3.2). Taktiezˇ k mnozˇina´m P a −R(0, 0)
prida´me na konce zonznamov po dva body, s rovnaky´mi hodnotami, ako maju´ prve´ dva
body v ty´chto mnozˇina´ch. V celom algoritme budeme potrebovat’ uhly, ktore´ zvieraju´
polygon s kladnou osou x. Vytvor´ıme si d’alˇsie dve tabul’ky. Do prvej zap´ıˇseme jednotlive´,
uzˇ rozsˇ´ırene´ mnozˇiny, a taktiezˇ uhly (vid’. Tab. 3.1). Do druhej zap´ıˇseme body z´ıskane´
kazˇdy´m cyklom, teda vrcholy CP (vid’. Tab. 3.3).
0◦ 90◦ 180◦ 270◦ 0◦
i 1 2 3 4 5 6
P (40, 40) (80, 40) (80, 80) (40, 80) (40, 40) (80, 40)
90◦ 180◦ 315◦ 90◦
j 1 2 3 4 5
−R(0, 0) (0,−20) (0, 0) (−20, 0) (0,−20) (0, 0)
Tabul’ka 3.1: vstupne´ hodnoty
Na zacˇiatku prve´ho cyklu okamzˇite z´ıskavame prvy´ bod Minkowske´ho sumy. Scˇ´ıtame
prve´ body z kazˇdej mnozˇiny, cˇ´ım dosta´vame bod (40, 20). Porovna´me uhly a zva¨cˇsˇ´ıme
premennu´ i.
Pokracˇujeme druhy´m cyklom, kde scˇ´ıtame druhy´ bod preka´zˇky s prvy´m bodom ro-
bota. Tento bod ma´ hodnotu (80, 20). Po porovnan´ı uhlov v tomto pr´ıpade zva¨cˇsˇ´ıme obe
premenne´ i a j.
V tomto cykle po scˇ´ıtan´ı tretieho bodu preka´zˇky s druhy´m bodom robota dosta´vame
bod (80, 80). Prejdeme k porovnaniu uhlov a opa¨t’ zva¨cˇsˇ´ıme obe premenne´ i a j.
Cyklus esˇte sta´le nesp´lnˇa podmienku ukoncˇenia a teda precha´dzame k d’alˇsiemu scˇ´ıtaniu
bodov, kedy z´ıskame bod (20, 80). V tomto cykle po porovnan´ı uhlov zva¨cˇsˇujeme pre-
mennu´ i.
Teraz je uzˇ podmienka na ukoncˇenie cyklu cˇiastocˇne splnena´, cˇo ale nestacˇ´ı. Po scˇ´ıtan´ı
urcˇeny´ch bodov dosta´vame bod (20, 40). Ty´mto bodom dostava´me kompletnu´ mnozˇinu
bodov CP, pretozˇe je identicka´ s vy´slednou mnozˇinou v pr´ıklade 2.1. Napriek tomu algo-
ritmus nekoncˇ´ı, pretozˇe ak porovna´me uhly tak zist’ujeme, zˇe opa¨t’ zva¨cˇsˇujeme premennu´
i a ty´m pa´dom uzˇ nikdy nedosiahneme podmienku na ukoncˇenie cyklu a cyklus pretecˇie.
cˇ´ıslo cyklu 1 2 3 4 5
i 2 3 4 5 6
j 1 2 3 3 3
Tabul’ka 3.2: zmeny premenny´ch pocˇas cyklov
Ako riesˇenie sa ponu´ka upravit’ podmienku na ukoncˇenie cyklu. Ak by sme v tejto
podmienke vymenili logicku´ spojku and za or, tak to sta´le nie je idea´lne riesˇenie, pretozˇe
cyklus by sa ukoncˇil esˇte skoˆr, ako by sme dostali posledny´ bod. Aby bol osˇetrny´ aj
tento proble´m, scˇ´ıtanie bodov z mnozˇ´ın bude prebiehat’ azˇ po zva¨cˇsˇovan´ı premenny´ch i
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cˇ´ıslo cyklu 1 2 3 4 5
CP (40, 20) (80, 20) (80, 80) (20, 80) (20, 40)
Tabul’ka 3.3: vrcholy CP
a j. Prve´ scˇ´ıtanie prebehne esˇte pred zacˇiatkom cyklu. Takto upraveny´ pseudoalgoritmus
vyzera´ nasledovne:
i← 1; j ← 1
pn+1 ← p1; pn+2 ← p2; rn+1 ← r1; rn+2 ← r2
pridaj p1 + r1 ako vrchol P⊕ (−R(x, y))
repeat
if angle(pipi+1) <angle(rjrj+1)
then i← i+ 1
else if angle(pipi+1) >angle(rjrj+1)
then j ← j + 1
else i← i+ 1; j ← j + 1
pridaj pi + rj ako vrchol P⊕ (−R(x, y))
until i = n+ 1 or j = m+ 1
Tento algoritmus aplikujeme v nasleduju´com pr´ıklade.
Pr´ıklad 3.2
Majme preka´zˇku a robota zadane´ nasledovne:
P = {(40, 40), (80, 40), (80, 80), (40, 80)}
R(0, 0) = {(0, 0), (0, 20), (15, 15), (20, 0)}.
Robot bude prevedeny´ na za´porne´ho a bude upravene´ poradie bodov, cˇ´ım dosta´vame tu´to
mnozˇinu:
R(0, 0) = {(0,−20), (0, 0), (−20, 0), (−15,−15)}.
Rovnako ako v predcha´dzaju´com pr´ıklade, aj v tomto budu´ vytvorene´ tri tabul’ky (vid’.
Tab. 3.2, Tab. 3.5, Tab. 3.6).
0◦ 90◦ 180◦ 270◦ 0◦
i 1 2 3 4 5 6
P (40, 40) (80, 40) (80, 80) (40, 80) (40, 40) (80, 40)
90◦ 180◦ 288◦ 341◦ 90◦
j 1 2 3 4 5 6
−R(0, 0) (0,−20) (0, 0) (−20, 0) (−15,−15) (0,−20) (0, 0)
Tabul’ka 3.4: vstupne´ hodnoty
V tomto pr´ıklade nebude uvedeny´ podrobny´ popis algoritmu ako v predcha´dzaju´com
pr´ıklade, pretozˇe algoritmus je len mierne pozmeneny´. V tomto pr´ıpade algoritmus ne-
pretecˇie a ako vy´sledok dosta´vame mnozˇinu bodov. Napriek zmena´m v algoritme, ale aj
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cˇ´ıslo cyklu 1 2 3 4
i 2 3 4 5
j 1 2 3 3
Tabul’ka 3.5: zmeny premenny´ch pocˇas cyklov
cˇ´ıslo cyklu 1 2 3 4 5
CP (40, 20) (80, 20) (80, 80) (20, 80) (20, 40)
Tabul’ka 3.6: vrcholy CP
v zadan´ı robota, vy´sledkom tohto algoritmu je rovnaka´ mnozˇina bodov CP ako v predcha´-
dzaju´com pr´ıklade. Uzˇ je mozˇne´ vytusˇit’, zˇe vy´sledok nie je spra´vny. Ak sa prevedie ana-
lyticky´ vypocˇet, ako v pr´ıklade 2.1 pre toto zadanie, tak zist´ıme, zˇe vy´sledkom je taka´to
mnozˇina bodov:
{(40, 20), (80, 20), (80, 80), (20, 80), (20, 40), (25, 25)},
cˇo dokazuje, zˇe jeden bod chy´ba.
Proble´m v tomto pr´ıpade nasta´va pri porovna´van´ı uhlov medzi 3. a 4. bodom v mnozˇine
−R(0, 0) s uhlami z mnozˇiny P. Tetno uhol je va¨cˇsˇ´ı ako vsˇetky uhly, s ktory´mi bude
porovna´vany´, a teda nikdy nenastane situa´cia, aby bola zva¨cˇsˇena´ premenna´ j, cˇo by
spoˆsobilo posun. Riesˇen´ım tejto situa´cie je pricˇ´ıtanie 360◦ k uhlom, ktore´ vytva´raju´ pra´ve
tie dva pridane´ body. Pri tejto u´prave je esˇte potrebne´ opa¨t’ zmenit’ logicku´ spojku v pod-
mienke na ukoncˇenie cyklu z or spa¨t’ na and. Takto upravny´ algoritmus MinkowskySum
moˆzˇeme v pseudoko´de zap´ısat’ takto:
i← 1; j ← 1
pn+1 ← p1; pn+2 ← p2; rn+1 ← r1; rn+2 ← r2
pridaj p1 + r1 ako vrchol P⊕ (−R(x, y))
repeat
if i == n− 1
then angle(pipi+1)← angle(pipi+1) + 360◦
if j == n− 1
then angle(rjrj+1)← angle(rjrj+1) + 360◦
if angle(pipi+1) <angle(rjrj+1)
then i← i+ 1
else if angle(pipi+1) >angle(rjrj+1)
then j ← j + 1
else i← i+ 1; j ← j + 1
pridaj pi + rj ako vrchol P⊕ (−R(x, y))
until i = n+ 1 or j = m+ 1
V nasleduju´cej podkapitole bude algoritmus implementovany´.
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Pozna´mka 3.1 Ak tento algoritmus aplikujeme na kazˇdu´ preka´zˇku P z mnozˇiny preka´zˇok
S, tak z´ıskame mnozˇinu preka´zˇok v konfiguracˇnom priestore, cˇo nie je nicˇ ine´ ako zaka´zany´
konfiguracˇny´ priestor, teda Cforb(R, S).
Pozna´mka 3.2 Tento upraveny´ algoritmus sa nazy´va MinkowskySum a pri odvola´van´ı
sa nanˇ v d’alˇsom texte budeme sta´le uvazˇovat’ vyzˇsˇie uvedeny´ pseudoalgoritmus z pr´ıkladu
3.2. Vstup algoritmu sa pri kazˇdej modifika´ci´ı uvazˇuje rovnaky´, pricˇom spra´vny vy´stup
algoritmu je dosahnuty´ azˇ po u´prave z posledne´ho pr´ıkladu.
Pozna´mka 3.3 V programe prilozˇenom v pr´ılohe pr´ıklady 3.1 a 3.2 su´ implementovane´
aj s vyzˇsˇie popisovany´mi chybami. Kompletne´ zadania sa zobrazia po kliknut´ı na tlacˇitko
Pr´ıklad 3.1 alebo Pr´ıklad 3.2.
3.3 Implementa´cia algoritmu
Algoritmus MinkowskySum implementujeme v prostred´ı jazyka C#. Budeme sa mu-
siet’ vysporiadat’ s niekol’ky´mi proble´mami a budeme musiet’ vytvorit’ niekol’ko pomocny´ch
meto´d. Pre implementa´ciu algoritmu MinkowskySum vytvor´ıme novu´ triedu, ktoru´ po-
menujeme MinkowskySum.
Ako prve´, bude vytvorena´ meto´da, v ktorej budeme pocˇ´ıtat’ uhol medzi dvoma vek-
tormi. Uka´zˇka tejto meto´dy je v zdrojovom ko´de 1. Argumenty tejto meto´dy budu´ dva
body, pomocou ktory´ch vytvor´ıme vektor ~u, ako je vidiet’ na riadkoch 7. a 8. Druhy´ vektor
bude jednotkovy´ vektor v smere osi x, a teda ~v = (1, 0), ktory´ je vytvoreny´ na riadkoch
5. a 6. Pre vy´pocˇet uhlu medzi ty´mito dvoma vektormi vyuzˇijeme zna´my vzorec:
ϕ = arccos
(
uxvx + uyvy
|~u| · |~v|
)
; 0◦ ≤ ϕ ≤ 180◦.
V uka´zˇke ko´du, ktory´ je uvedeny´ nizˇsˇie, je tento vzorec implementovany´ na riadkoch
9, 10 a 11. Dˇalej je vzorec trosˇku modifikovany´, ako je vidiet’ na riadku 12, pretozˇe funk-
cia Math.Acos na´m C# vracia hodnotu v radia´noch. Ta´to modifika´cia je vytva´rana´ len
z doˆvodu lepsˇej predstavy o uhle pri laden´ı algoritmu. Ako si moˆzˇeme vsˇimnu´t’, vzorec pre
vy´pocˇet uhlu na´m nadobu´da hodnoty iba od 0◦ do 180◦. Tu´to hodnotu prekrocˇ´ıme jedine
v pr´ıpade, zˇe y zlozˇka vektoru ~u je za´porna´. V takomto pr´ıpade odcˇ´ıtame od plne´ho uhla
360◦ z´ıskany´ uhol tmpUhol. Vy´sledkom je uhol medzi vektorom urcˇeny´m dvoma zadany´mi
bodmi a kladny´m smerom osi x v stupnˇoch.
Dˇalˇs´ım proble´mom, ktory´ je potrebne´ vyriesˇit’, je zabezpecˇit’, zˇe podmienky pri vstupe
v algoritme MinkowskySum urcˇite nastanu´. Konkre´tne potrebujeme zarucˇit’, aby jedno-
tlive´ zoznamy vrcholov kazˇde´ho z polygonov boli zoradene´ proti smeru hodinovy´ch rucˇicˇiek
a su´cˇasne, aby prvy´ bod zoznamu bol ten s najmensˇou y–ovou hodnotou, v pr´ıpade
rovnosti, ten s najmesˇou x–ovou hodnotou. Podmienku, aby zoznam bol usporiadany´
v spra´vnom smere, teraz implementujeme.
Esˇte predty´m ako sa pust´ıme do implementa´cie, si mus´ıme objasnit’, zˇe v danom pro-
grame je kazˇdy´ polygon reprezentovany´ zoznamom bodov, teda vrcholov polygonu. Vsˇetky
vrcholy su´ typu Bod. Tetno typ bolo potrebne´ vytvorit’ a jeho blizˇsˇ´ı popis si uvedieme
neskoˆr. Jednotlive´ vrcholy su´ ulozˇene´ v rozhran´ı List<>.
Nasleduju´cim proble´mom je potrebne´ zistit’, cˇi jednotlive´ body v zozname su´ uspo-
riadane´ proti, alebo v smere hodinovy´ch rucˇicˇiek. Tento proble´m vyriesˇi vektorovy´ su´cˇin.
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1.private double AngleMS(Bod P, Bod Q)
2. {
3. Bod v = new Bod();
4. Bod u = new Bod();
5. v.X = 1;
6. v.Y = 0;
7. u.X = Q.X - P.X;
8. u.Y = Q.Y - P.Y;
9. double tmpUhol = Math.Acos((v.X * u.X + v.Y * u.Y) /
10. (Math.Sqrt(Math.Pow(u.X, 2) + Math.Pow(u.Y, 2)) *
11. Math.Sqrt(Math.Pow(v.X, 2) + Math.Pow(v.Y, 2))));
12. tmpUhol = tmpUhol * 180 / Math.PI;
13. if (u.Y < 0)
14. tmpUhol = 360 - tmpUhol;
15. return tmpUhol;
16. }
Zdrojovy´ ko´d 1: pocˇ´ıtanie uhla medzi vektorom ~pq a kladny´m smerom osi x
Najskoˆr vytvor´ıme meto´du DirectionOrder, ktora´ bude vyzˇadovat’ v argumente zoznam
bodov polygonu.
Ako uzˇ bolo spomenute´, vektorovy´ su´cˇin bude na´pomocny´ pri zist’ovan´ı orienta´cie po-
radia bodov. Na jednoduchom pr´ıklade bude uka´zane´, ako postupovat’. Majme trojuholn´ık
v rovine xy, cˇo je polygon, ktory´ ma´ tri vrcholy, pricˇom tieto vrcholy budu´ zap´ısane´ v zo-
zname a bude potrebne´ vyriesˇit’ rovnaky´ proble´m s orienta´ciu. Oznacˇme si vrcholy ako A,
B a C. Postupne vytvor´ıme dva vektory a to tak, zˇe budeme brat’ za sebou body zo zo-
znamu, a teda vzniknu´ na´m vektory ~u = B−A a ~v = C−B. Teraz prida´me tret´ı rozmer.
Jednotlive´ body aj vektory budu´ mat’ z–ovu´ su´radnicu nulovu´. Ak vektorovo vyna´sob´ıme
vektory ~u a ~v, tak na´m vznika´ tret´ı vektor ~w, ktory´ je rovnobezˇny´ s osou z a kolmy´ na
trojuholn´ık. O tom, aky´ smer bude mat’ vektor ~w, cˇi bude smerovat’ “hore”, alebo “dole”,
rozhoduje jeho tretia zlozˇka. Podl’a defin´ıce
~w = ~u× ~v = (u2v3 − v2u3;u3v1 − v3u1;u1v2 − v1u2)
ma´ tretia zlozˇka tvar u1v2 − v1u2. Ty´mto sa dozvieme smer, a teda zist´ıme ako su´ orien-
tovane´ body v zozname. Ak je posledna´ zlozˇka vektoru ~w za´porna´, tak body su´ zap´ısane´
v zozname v smere hodinovy´ch rucˇicˇiek a je potrebne´ zoznam prep´ısat’. V opacˇnom pr´ıpade
su´ body zap´ısane´ spra´vne. Tento postup sa nazy´va aj ako “pravidlo pravej ruky”.
Uka´zˇka tejto meto´dy je zobrazena´ v zdrojovom ko´de 2. Na riadkoch 3., 4., 5. a 6. su´
vytvorene´ vektory ~u a ~v z prvy´ch troch bodov v zozname. Na riadkoch 7. a 8. sa sym-
bolicky rozsˇiruje priestor z dvojdimenziona´lneho na trojdimenziona´lny. Kl’´ucˇovy´ je riadok
10., kde sa pocˇ´ıta tretia zlozˇka vektorove´ho su´cˇinu. Dˇalej je zavedena´ podmienka, ktora´
ty´m najjednoduchsˇ´ım spoˆsobom poprehadzuje zoznam bodov v pr´ıpade, zˇe orienta´cia je
nevyhovuju´ca. Tento zdrojovy´ ko´d obsahuje cˇasti ko´du, ktore´ nie su´ pre chod programu
nevyhnutne´. Su´ tam uvedene´ pre lepsˇiu ilustra´ciu riesˇenia dane´ho proble´mu.
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1. public void DirectionOrder(List<Bod> ListUpravit)
2. {
3. Bod u = new Bod(ListUpravit[1].X - ListUpravit[0].X,
4. ListUpravit[1].Y - ListUpravit[0].Y);
5. Bod v = new Bod(ListUpravit[2].X - ListUpravit[1].X,
6. ListUpravit[2].Y - ListUpravit[1].Y);
7. int[] vektorU = { u.X, u.Y, 0 };
8. int[] vektorV = { v.X, v.Y, 0 };
9. int vektorUxV;
10. vektorUxV = vektorU[0]*vektorV[1]-vektorU[1]*vektorV[0];
11. if (vektorUxV < 0)
12. {
13. List<Bod> tmpList = new List<Bod>();
14. for (int i = 0; i < ListUpravit.Count; i++)
15. {
16. tmpList.Add(ListUpravit[i]);
17. }
18. for (int i = 0; i < ListUpravit.Count; i++)
19. {
20. ListUpravit[i] = tmpList[ListUpravit.Count-i-1];
21. }
22. }
23. }
Zdrojovy´ ko´d 2: zist’ovanie smeru a u´prava zoznamu bodov
Je potrebne´ esˇte zabezpecˇenit’ druhu´ podmienku vo vstupe algoritmu Minkowsky-
Sum, ktora´ vy´zˇaduje, aby prvy´ bod v zozname bodov bol ten s najmensˇou y–ovou hod-
notou a v pr´ıpade rovnosti s najmensˇou x–ovou hodnotou. Vytvor´ıme esˇte jednu meto´du,
ktora´ na´jde tento bod a patricˇne uprav´ı zoznam. Implementovat’ tu´to meto´du nie je
na´rocˇne´ a preto uka´zˇku zdrojove´ho ko´du vynecha´me. V programe je ta´to meto´da im-
plementovana´ ako CorrectOrder.
Konecˇne je vsˇetko pripravene´ k tomu, aby mohla byt’ vytvorena´ meto´da, ktora´ vypocˇ´ıta
Minkowske´ho sumu a vola´ sa Pocitaj. Konkre´tna uka´zˇka implementa´cie je k nahliadnutiu
nizˇsˇie (zdrojovy´ ko´d 3). Rozdiel od pseudoko´du je na riadkoch 4. azˇ 8. kde sa preva´dza
robot na za´porne´ho. Riadky 9., 10., 11. a 12. su´ venovane´ u´prave jednotlivy´ch zoznamov
bodov tak, aby boli splnene´ vstupne´ podmienky. Premenne´ i a j su´ vytvorene´ na riadkoch
13. a 14. Dˇalej sa deklaruju´ premenne´ UholR a UholP, do ktory´ch sa neskoˆr budu´ ukladat’
vypocˇ´ıtane´ uhly a na´sledne navza´jom porovna´vat’. Na riadkoch 17. azˇ 24. su´ na konce
zoznamov prida´vane´ body s rovnaky´mi hodnotami, ako maju´ body na zacˇiatku zoznamov.
Pred zacˇiatkom cyklu na riadkoch 25. azˇ 28. sa spocˇ´ıta prvy´ bod a ulozˇ´ı sa do zoznamu,
ktory´ za´rovenˇ tvor´ı vy´stup celej meto´dy. V pseudoko´de je pouzˇity´ cyklus repeat - while,
ktory´ v prostred´ı C# nie je dostupny´. Ako alternat´ıva sa ponu´ka cyklus while. Aby nebolo
potrebne´ pocˇ´ıtat’ uhol pri kazˇdom if, tak sa spocˇ´ıta uhol sta´le na zacˇiatku kazˇde´ho cyklu a
ulozˇ´ı sa do uzˇ spomı´nany´ch premenny´ch, ako je uvedene´ na riadkoch 30. a 31. Nasleduju´ce
riadky su´ uzˇ takmer identicke´ s pseudoko´dom. Na za´ver, na riadku 44., sa vracia zoznam
vypocˇ´ıtany´ch vrcholov, cˇo su´ vrcholy preka´zˇky v konfiguracˇnom priestore CP.
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1.public List<Bod> Pocitaj(List<Bod> Robot, List<Bod> Prekazka)
2. {
3. List<Bod> tmpR = new List<Bod>();
4. for (int k = 0; k < Robot.Count; k++) {
5. int a = -Robot[k].X;
6. int b = -Robot[k].Y;
7. Bod c = new Bod(a, b);
8. tmpR.Add(c); }
9. DirectionOrder(tmpR);
10. CorrectOder(tmpR);
11. DirectionOrder(Prekazka);
12. CorrectOder(Prekazka);
13. int i = 0;
14. int j = 0;
15. double UholR = 0;
16. double UholP = 0;
17. Bod vn1 = new Bod(tmpR[0].X, tmpR[0].Y);
18. Bod vn2 = new Bod(tmpR[1].X, tmpR[1].Y);
19. Bod wn1 = new Bod(Prekazka[0].X, Prekazka[0].Y);
20. Bod wn2 = new Bod(Prekazka[1].X, Prekazka[1].Y);
21. tmpR.Add(vn1);
22. tmpR.Add(vn2);
23. Prekazka.Add(wn1);
24. Prekazka.Add(wn2);
25. Bod tmpPoint1 = new Bod();
26. tmpPoint1.X = tmpR[0].X + Prekazka[0].X;
27. tmpPoint1.Y = tmpR[0].Y + Prekazka[0].Y;
28. Vrcholy.Add(tmpPoint1);
29. while ((i<=(Prekazka.Count - 2))&&(j<=(tmpR.Count - 2))) {
30. UholP = AngleMS(Prekazka[i], Prekazka[i + 1]);
31. UholR = AngleMS(tmpR[j], tmpR[j + 1]);
32. if (i == (Prekazka.Count - 2))
33. UholP = UholP + 361;
34. if (j == (tmpR.Count - 2))
35. UholR = UholR + 361;
36. if (UholR > UholP) { i++; }
37. else
38. if (UholR < UholP) { j++; }
39. else { i++; j++; }
40. Bod tmpPoint = new Bod();
41. tmpPoint.X = tmpR[j].X + Prekazka[i].X;
42. tmpPoint.Y = tmpR[j].Y + Prekazka[i].Y;
43. Vrcholy.Add(tmpPoint); }
44. return Vrcholy;
45. }
Zdrojovy´ ko´d 3: implementovany´ pseudoko´d MinkowskySum
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Pozna´mka 3.4 Ak sa v pracovnom priestore nacha´dza viacero preka´zˇok, je potrebne´
vytvorit’ cyklus, v ktorom sa bude volat’ meto´da Pocˇı´taj pre kazˇdu´ jednu preka´zˇku.
Vra´t’me sa esˇte k da´tove´mu typu Bod. Je potrebne´, aby tento da´tovy´ typ bol vytvo-
reny´. Da´tovy´ typ Bod prijma´ dva argumenty, ktore´ uda´vaju´ jeho polohu a teda ma´ dve
vlastnosti X a Y, cˇo su´ su´radnice charakterizuju´ce dany´ bod. Ak sa niekde v ko´de vytva´ra
instancia triedy Bod, tak je mozˇne´ nezada´vat’ argumenty, cˇ´ım bude vytvoreny´ novy´ bod
so su´radnicami (0, 0). V opacˇnom pr´ıpade, ak budu´ su´radnice zadane´, tak bude vytvoreny´
bod na danej poz´ıcii. Taktiezˇ je vel’mi doˆlezˇite´ implementovat’ rozhranie IComperable<>,
ktore´ sa vyuzˇ´ıva v meto´de CorrectOrder. Pri porovna´van´ı bodov, teda pri zist’ovan´ı,
ktory´ bod ma´ najmensˇiu y–ovu´ hodnotu, a v pr´ıpade zhody, najmensˇiu x–ovu´ hodnotu.
Na za´ver tejto podkapitoly je potrebne´ poznamenat’, zˇe su´ tu uvedene´ len tie najdoˆle-
zˇitejˇsie meto´dy. Pre hladky´ chod programu, je potrebne´ urobit’ esˇte niekol’ko doplnen´ı
mimo ty´chto meto´d a tejto triedy. Tieto doplnenia je mozˇne´ vidiet’ v prilozˇenom programe
ConfSpace.
3.4 Uzˇ´ıvatel’sky´ manua´l programu ConfSpace
Program ConfSpace pocˇ´ıta Minkowkse´ho sumu robota a preka´zˇok. Tento program je
prilozˇeny´ v pr´ılohe a v tejto podkapitole bude uvedeny´ kra´tky uzˇ´ıvatel’sky´ manua´l. Po
spusten´ı programu ConfSpace.exe sa zobraz´ı okno, ktore´ obsahuje tri kontajnery s roˆzny-
mi tlacˇidlami a indika´tormi poz´ıcie kurzoru. Cela´ zvysˇna´ plocha je urcˇena´ ku kresleniu
preka´zˇok a robota a je to teda pracovny´ priestor robota, ktory´ bude postupne zap´lnˇany´.
Oznacˇme jednotlive´ kontajnery cˇ´ıslami 1, 2 a 3 (vid’. obr. 3.2). Spoˆsob pra´ce s programom
a funkcia tlacˇidiel v kontajneroch 1 a 2 budu´ vysvetlene´ su´cˇasne.
Obr. 3.2: oznacˇenie kontajnerov
Kontajner cˇ´ıslo 1 sa nazy´va Kreslenie. Obsahuje sˇtyri tlacˇidla´. Prve´ tlacˇidlo sa nazy´va
preka´zˇka. Skoˆr ako bude toto tlacˇidlo stlacˇene´, je potrebne´ zadat’ vrcholy preka´zˇky na pra-
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covny´ priestor. Zada´vanie vrcholov prebieha kliknut´ım na vol’ny´ pracovny´ priestor. Klik-
nut´ım vznikne cˇervena´ bodka, ktora´ ozancˇuje vrchol polygonu. Program je stavany´ tak,
zˇe kazˇdy´ novy´ bod bude tvorit’ s ty´m predcha´dzaju´cim hranu polygonu. Preto je doˆlezˇite´
da´vat’ pozor aby nedosˇlo k pretnutiu hra´n. Taktiezˇ body, ktore´ budu´ zadane´ v pracovnom
priestore musia tvorit’ konvexny´ polygon. Ak su´ vrcholy preka´zˇky zadane´ na pracovnom
priestore, tak sa po stalacˇen´ı tlacˇidla prekazka zobraz´ı cˇierna preka´zˇka na pracovej ploche.
Rovnaky´m spoˆsobom je mozˇne´ zada´vat’ aj d’alˇsie preka´zˇky.
Pri vytva´ran´ı robota je postup vel’mi podobny´. Opa¨t’ sa na pracovny´ priestor zadaju´
vrcholy robota a po kliknut´ı na druhe´ tlacˇidlo, s na´zvom robot, sa z dany´ch vrcholov
vytvor´ı oranzˇovy´ polygon predstavuju´ci robota. Ty´mto sa toto tlacˇidlo znefunkcˇn´ı, pretozˇe
robot moˆzˇe byt’ iba jeden. Pricha´dza na rad urcˇenie referencˇne´ho bodu robota. Opa¨t’ to
prebieha kliknut´ım na vol’ny´ pracovny´ priestor, alebo na robota. Na´sledne je potrebne´
kliknut’ na tlacˇ´ıdlo Ref. bod, cˇ´ım sa tento bod ulozˇ´ı ako referencˇny´ bod robota. Ty´mto sa
aj toto tlacˇidlo znefunkcˇn´ı, pretozˇe robot moˆzˇe mat’ iba jeden referencˇny´ bod. V pr´ıpade,
zˇe uzˇ´ıvatel’ nesˇpecifikuje polohu referencˇne´ho bodu, tak za referencˇny´ bod sa bude brat’
pocˇiatok, teda bod (0, 0).
Ty´mto je na pracovnom priestore urcˇeny´ robot, jeho referencˇny´ bod a preka´zˇky. Ak
v kontajneri ozanacˇenom cˇ´ıslom 2, nazvanom Algoritmus, klikneme na tlacˇidlo Minkowsky,
tak sa zobrazia sive´ polygony, ktore´ zobrazuju´ tvar preka´zˇok v konfiguracˇnom priestore
(napr´ıklad vid’. obr. 3.3). Na vy´cˇistenie pracovne´ho priestoru slu´zˇi tlacˇidlo z kontajneru
1 s na´zvom Zmaz. Potom je mozˇne´ zada´vat’ preka´zˇky aj robota znovu.
Obr. 3.3: pr´ıklad pouzˇitia programu ConfSpace
V kontajneri ozancˇenom cˇ´ıslom 3 je sˇest’ tlacˇidiel. Tlacˇidla´ Priklad 3.1 a Priklad 3.2
uzˇ boli spomenute´ v podkapitole 3.2. Tlacˇidla´ TST1, TST2, TST3 a TST4 slu´zˇia ako
zakladne´ preddefinovane´ pr´ıklady tvarov robota a praka´zˇky. Po kliknut´ı na tieto tlacˇidla´
je esˇte sta´le mozˇne´ prida´vat’ d’alˇsie preka´zˇky a taktiezˇ urcˇit’ referencˇny´ bod robta.
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Za´ver
Ciel’om pra´ce bolo vyuzˇit’ geometricke´ algoritmy v robotike, konkre´tne na´jst’ vol’ny´ konfi-
guracˇny´ priestor pre polygona´lneho robota. Hlavny´m proble´mom bolo urcˇit’ tvar preka´zˇky
v konfiguracˇnom priestore. K tomu, aby bol dosiahnuty´ dany´ ciel’, sme definovali Min-
kowske´ho sumu, ktora´ na´m pomohla pri vy´pocˇte tvaru. Taktiezˇ v pra´ci boli uvedene´
a doka´zane´ za´kladne´ vlastnosti Minkowske´ho sumy. Uviedli sme algoritmus Minko-
wskySum, ktory´ vd’aka jednej z uvedeny´ch vlastnot´ı pocˇ´ıta Minkowske´ho sumu po-
merne efekt´ıvne. Na dvoch pr´ıkladoch bol tento algoritmus vyladeny´. V nasleduju´cej ka-
pitole bola uvedena´ jeho implementa´cia do prostredia C# spolu s niekol’ky´mi pomocny´mi
meto´dami. Cely´ program pocˇ´ıtaju´ci tvar preka´zˇok v konfiguracˇnom priestore a teda vol’ny´
konfiguracˇny priestor je spolu so zdrojovy´m ko´dom prilozˇeny´ v pr´ılohe. Ty´mto sa da´
konsˇtatovat’, zˇe dany´ ciel’ je splneny´.
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Zoznam pr´ıloh
CD obsahuju´ce:
1. program ConfSpace.exe
2. projekt ConfSpace (zdrojove´ ko´dy programu)
3. text bakala´rskej pra´ce vo forma´te pdf
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