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Tato práce se věnuje detekci objektů v digitálních snímcích. Popisuje teoretické předpoklady
k vyhledávání pomocí algoritmů template matching a SURF a jejich následné využití při
řešení korespondenčního problému. Dále se práce věnuje návrhu, implementaci a testování
aplikace využívající zmíněné algoritmy v jazyku C++ za využití knihoven OpenCV a Qt.
Na závěr popisuje formy testování a shrnuje získané výsledky.
Abstract
This work deals with pattern matching in digital images. It describes theoretical presump-
tions for matching using template matching and SURF algorithms and their following use
in solving correspondence problem. Work also describes design, implementation and tes-
ting phase of application, which uses aforesaid algorithms written in C++ language with
OpenCV and Qt libraries. At the end this thesis describes format of tests and summarize
obtained results.
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Počítač je pre ľudstvo neoddeliteľnou súčasťou bežného života. Nachádza sa takmer v každej
domácnosti, v elektrospotrebičoch, je pevnou súčasťou mnohých systémov, bez ktorých si
človek nevie predstaviť svoj život. Človek sa snaží počítač čo najviac priblížiť realite, spraviť
z neho autonómny stroj, ktorý bude bez ľudskej pomoci vedieť vykonávať svoju úlohu.
Jednou z týchto úloh je aj rozpoznanie objektov.
Človek nemá problém rozoznať množstvo objektov, aj keď sa líšia veľkosťou, otočením,
farbou, pozerá sa na ne z rôznych zorných uhlov. Tak isto je schopný rozoznať daný objekt,
aj keď je čiastočne zakrytý. Počítač ale túto schopnosť prirodzene nemá, preto sa človek
snaží, aby ju počítač vedel čo najlepšie napodobniť. Využitie je obrovské, či už v robotike,
biometrike alebo iných oblastiach výzkumu a priemyselných aplikáciách.
Táto práca sa zaoberá spracovaním digitálneho obrazu a jeho následným využitím na
detekciu objektov v rôznych snímkach. Popisuje postup vývoja aplikácie na detekciu objek-
tov, od výberu objektu, cez spracovanie obrazu, vyhľadania až po testovanie a vyhodnotenie
úspešnosti jednotlivých postupov.
Po úvode nasleduje kapitola, v ktorej sú zhrnuté základné pojmy v oblasti spracovania
obrazu a použité nástroje. Nasleduje prehľad jednotlivých algoritmov a postupov, ktoré
sa používajú pre detekciu objektov, alebo je možné pomocou nich objekt v obraze nájsť.
V tejto časti sú bližšie teoreticky popísané vlastnosti algoritmov, ktoré budú použité v sa-
motnej aplikácii. Následne bude predstavený návrh aplikácie a jej implementácia. Na záver
sú zhrnuté výsledky z jednotlivých hľadaní, presnosť jednotlivých spôsobov a v neposlednom
rade aj rýchlosť samotného vyhľadávania, ktorá hrá veľmi dôležitú rolu.
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Kapitola 2
Základné pojmy a použité technológie
2.1 Digitálny obraz
Digitálny obraz [7] je reprezentácia dvojrozmerného obrazu pomocou 0 a 1 (binárne). Roz-
lišujú sa 2 druhy obrazu v závislosti na rozlíšení:
1. rastrový – rozlíšenie je nemenné
2. vektorový – rozlíšenie je rôzne
Vo všeobecnosti sa pod pojmom digitálny obraz rozumie rastrový obraz.
Rastrový obraz je konečná množina bodov zvaných pixel. Digitálny obraz obsahuje pevný
počet riadkov a stĺpcov pixelov. Pixel je najmenšia časť obrazu a uchováva informáciu o farbe
v danom bode obrazu.
Informácia o farbe môže byť zložená z 3 zložiek – farebných kanálov R, G a B. Každá
zložka reprezentuje hodnotu danej farby (R – červená, G – zelená, B – modrá). Kombináciou
týchto hodnôt vzniká farba, ako ju vníma ľudské oko. Čím väčší počet farieb môžu jednot-
livé zložky nadobudnúť, tým vačšiu farebnú hĺbku má daný obraz. Štandardne nadobúdajú
jednotlivé zložky hodnoty z intervalu <0, 255>.
Keď je informácia o farbe uložená len na 1 kanály, hovoríme o obraze v odtieni šedej.
V tejto práci budeme používať šedotónové obrazy, ktoré nadobúdajú hodnoty 0 až 255.
Použité sú z dôvodu, že väčšina algoritmov zaoberajúca sa spracovaním obrazu využíva len
šedotónové obrazy.
Prevod farebného obrazu s kanálmi RGB sa robí nasledujúcim empirickým vzťahom:
I = 0.299 ∗R+ 0.587 ∗G+ 0.114 ∗B (2.1)
kde I je výsledná intenzita šedej farby.
Digitálne obrazy v rastrovej forme sú uložené v počítači v rôznych formátoch, najpou-
žívanejšie sú RAW, JPEG, GIFF.
2.2 Ekvalizácia histogramu
Ekvalizácia histogramu [7] je metóda využívaná pri spracovaní obrazu úpravou kontrastu
obrazu pomocou histogramu. Táto metóda zväčšuje lokálny kontrast bez zmeny globálneho
kontrastu celého obrazu. Používa sa hlavne vtedy, keď sú relevantné dáta obrazu reprezen-
tované blízkymi hodnotami farieb. Po úprave budú farebné intenzity v histograme lepšie
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distribuované a oblasti s menším kontrastom získajú väčší kontrast. Ekvalizácia zlepšuje
kvalitu podexponovaných a preexponovaných obrazov. Ekvalizácia sa používa hlavne vtedy,
keď je svetlý objekt na tmavom pozadí alebo naopak tmavý objekt na svetlom pozadí. Pri
farebných obrazoch sa ekvalizuje každý farebný kanál zvlášť.
Pri šedotónových obrazoch je pravdepodobnosť výskytu pixelu s intenzitou I definovaná
vzťahom:
px(i) = p(x = i) =
nI
n
, 0 ≤ i < L (2.2)
kde L je maximálna hodnota intenzity v stupni šedi, nI je počet výskytov intenzity I a n je
celkový počet pixelov v obraze. Výsledkom funkcie je histogram obrazu normalizovaný na





CDF funkcia namapuje hodnoty do rozsahu <0, 1>. Aby sa namapovali hodnoty intenzity
na pôvodné hodnoty, je treba použiť inverznú funkciu:
y = cdfx(x) (2.4)
y′ = y ∗ (max{x} −min{x}) +min{x} (2.5)
Obrázok 2.1: Ukážka obrázku pred a po ekvivalizácii spolu s histogramami
2.3 Normalizácia
Normalizácia je činnosť, pri ktorej sa zjednocujú rôzne druhy v našom prípade obrázkov do
jednotnej – uniformnej podoby. Pri rôznych formátoch vstupných snímiek je táto činnosť
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nevyhnutná pred začatím samotného vyhľadávania objektov. Normalizáciu robíme v nie-
koľkých krokoch.
Ako prvé je potrebné zvoliť si farebnú hĺbku obrazu. Pri spracovaní obrazu a vyhľadávaní
objektov sa zásadne nepoužívajú obrazy s väčšou hĺbkou ako 1, pretože farebné obrazy
sú zbytočne objemné a samotné farby nemajú využitie pri vyhľadávaní. Preto sa obrazy
transformujú do odtieňov šedej. Odtiene však tiež môžu mať rôzny počet stupňov šedej,
napríklad 64, 128 alebo 256. My v tejto práci budeme používať 256 odtieňov šedej.
Druhá časť v našom prípade pozostáva z ekvalizácie získaného šedotónového obrázku
jeho histogramom. Po prevedení týchto dvoch krokov sme získali uniformné obrázky v 256
stupňoch šedej farby ekvalizované histogramom. Následne je možné pristúpiť k samotným
vyhľadávacím algoritmom.
2.4 Pattern matching
V počítačovej vede je pod pojmom pattern matching [7] chápané kontrolovanie prítomnosti
nejakého vzoru v rôznych postupnostiach informácií – obrazoch. Narozdiel od rozpoznávania
objektov, kde zhoda nemusí byť 100%, sa vyžaduje presná zhoda vzoru s obrazom. V oblasti
spracovania obrazu je pojem pattern matching – alebo vyhľadávanie objektu – činnosť, pri
ktorej sa vyhľadáva objekt – väčšinou malý obrázok – v množine rôznych vzorov.
Často používaným pojmom pri pattern matching je object recognition. Pod týmto poj-
mom sa rozumie vyhľadanie objektu v obrázku alebo videosekvencii.
2.5 Integral image
Integral image [12], v počítačovej grafike tiež známy ako summed area tables, je algoritmus
pre rýchle a efektívne vypočítanie vlastností z dvojrozmerného obdĺžnikového obrázku. In-
tegral image, značený ii(x, y) na pozícii (x, y) obsahuje súčet hodnôt pixelov nad a naľavo





kde i(x, y) je vstupný obrázok. Integral image môže byť vypočítaný v jednom prechode
obrázku za použitia nasledujúcich rekurentných vzťahov.
s(x, y) = s(x, y − 1) + i(x, y) (2.7)
ii(x, y) = ii(x− 1, y) + s(x, y) (2.8)
kde s(x, y) určuje celkový súčet riadku a s(x,−1) = ii(−1, y) = 0.
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Obrázok 2.2: Na ľavom obrázku je znázornená reprezentácia integral image. Pri danom
integrálnom obrázku, ktorý je zarovnaný na súradnicové osi, je možné súčet hodnôt pixe-
lovdaných v oblasti vypočítať pomocou 4 maticových vyjadrení, t.z. v konštantnom čase.
Ako príklad je na pravom obrázku možné vypočítať súčet v oblasti A ako L4+L1-L2-L3
2.6 Haarove vlnky
Haarova vlnka [7, 12] je najstaršia a nejjednoduchšia vlnka. Zkonštruoval ju v roku 1909




0 t < 0
1 0 ≤ t < 1/2
−1 1/2 ≤ t < 1
0 1 ≤ t
(2.9)
Vlnka je asymetrická a ortogonálna.
2.7 SIMD inštrukcie
Skratka SIMD [1] – Single Instruction Multiple Data, znamená v preklade jedna inštrukcia,
viacnásobné dáta. Tieto inštrukcie jazyka symbolických inštrukcíí dokážu spracovať jed-
nou inštrukciou viacero rôznych údajov. Táto črta umožňuje pracovať s dátami paralelne
bez nutnosti priameho programovania paralelného správania algoritmu. Tieto inštrukcie sú
v hojnom množstve využívané pri spracovaní obrazových dát ako sú video sekvencie, prí-
padne práca s niekoľkými pixelmi obrazu naraz. SIMD inštrukcie je samozrejmé možné
použiť v ľubovoľnom algoritme, ktorý umožňuje spracovávať niekoľko údajov naraz.
2.8 Stereomatching
Stereomatching [6, 11, 12], tiež známy ako korešpondenčný problém, je technika vyhľadá-
vania rovnakých obejktov v paralelných snímkach. Nech sú dané 2 obrázky A a B. Potom
sa hľadá bod m′ patriaci obrázku B, ktorý korešponduje s bodom m z obrázku A. Ter-
mín korešponduje znamená, že body m a m′ sú bodmi toho istého fyzického objektu M .
Toto je bežne známe ako korešpondenčný problém. Tento postup sa využíva pri zisťovaní
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disparity medzi snímkami, teda posunutia snímiek navzájom medzi sebou. Disparita sa ná-
sledne využíva pri určovaní vzdialenosti miesta snímania snímiek k objektu. Tento postup
merania vzdialenosti má niekoľko výhod a nevýhod. Medzi najväčšie výhody patrí nedeteko-
vateľnosť, pretože nevyžaruje žiadne žiarenie ani rádiové vlny. Práve preto je možné využiť
tento prístup vo vojenskej technike, kde je utajenie dôležité. Medzi najväčšie nevýhody patrí
závislosť na klimatických podmienkach.
Pri nízkej viditeľnosti prípadne nevhodných atmosférických vplyvoch dochádza k výraz-
nému zašumenie snímiek a preto býva ťažké určiť správnu polohu objektov a jeho vzdia-
lenosť. Samozrejme platí pravidlo čím väčšia hmla, tým menšia viditeľnosť a teda kratší
dosah merania.
Pri stereomatchingu sa používajú paralelné stereokamery, ktoré snímajú v ten istý oka-
mih, aby boli atmosferické podmienky a osvetlenie čo najpodobnejšie. Epipoláry [10, 12]
kamier sa musia pretnúť v určitom bode v konečnej vzdialenosti. Znázornené je to na ob-
rázku 2.3.
Obrázok 2.3: Základné nastavenie stereokamier, pretnutie epipolár v konečnej vzdialenosti
2.9 Knižnica OpenCV
Použitie knižnice OpenCV [2, 5] (skratka znamená Open Source Computer Vision) bolo
značné. Knižnica je neoddeliteľnou súčasťou vývoja pri práci s obrazom. Knižnica zabez-
pečuje rýchle a stabilné spracovávanie obrazu rôzneho formátu, konverziu snímiek medzi
formátmi, prevod farebného RGB obrazu na obraz šedotónový. Taktiež implementuje ekva-
lizáciu histogramu, ktorá bola v tejto práci dosť často využívaná. Okrem týchto vlastností je
všeobecne rozšírená a používaná medzi programátormi a je zabezpečená jej údržba a rozvoj.
V tejto práci sme použili OpenCV v2.1, ktorá implementuje väčšinu potrebných algorit-
mov. Verzia 2.1 prináša aj OOP modelovanie a nové datové typy pre prácu s obrazom, no
pri tvorbe tejto práce boli použité staršie funkcie a datové typy kvoli kompatibilite medzi
funkciami, ktoré vo verzii 2.1 neboli preimplementované a taktiež kvôli rýchlosti.
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2.10 Vývojové prostredie Qt
Pre grafický dizajn práce bolo zvolené grafické rozhranie Qt [3]. Je to prostredie určené
pre vývoj v C++ a je multiplatformové. Je podporované pre operačné systémy Windows,
Linux, MacOS, Symbian. Práca s knižnicami je veľmi intuitívna. Je možné stiahnuť pro-
gram QtCreator, v ktorom sa zostrojí aplikácia jednoduchým umiestňovaním komponent na
požadované miesto.
Základným rysom prostredia Qt je spolupráca tzv. signálov a slotov. Tento koncept je
špecifický pre toto prostredie. Každý komponent, napríklad tlačítko alebo položka v menu,
pri určitej akcii ako je stlačenie tlačítka alebo prechod myšou nad komponentom vysielajú
– emitujú signál. Tento signál je zachytený slotom, ktorý ho spracuje a na základe toho
vykoná nejakú činnosť. Detailnejšie je to zobrazené na obrázku 2.4. Vytvorenie grafického
rozhrania v Qt sme zvolili kvoli multipatformnosti a kvoli tvorbe v jazyku C++, v ktorom
je písaná celá aplikácia aj knižnica OpenCV. Pre implementáciu boli použité knižnice verzie
4.6.3.
Obrázok 2.4: Zobrazenie princípu signál – slot v Qt
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2.11 Doxygen
Doxygen [8] je nástroj pre automatické generovanie dokumentácie zo zdrojového kódu apli-
kácie. Je to silný nástroj podobný Javadoc-u v Jave, no narozdiel od Javadoc-u je možné ho
použiť na širokú škálu programovacích jazykov. Dokumentácia sa generuje zo špeciálnych
komentárov umiestnených v zdrojovom kóde. Syntax komentárov je možné zvoliť z niekoľ-
kých variant, my sme použili /// pre krátke komentáre a /** */ pre komplexnejší popis
metód a tried. Doxygen generuje okrem dokumentácie v textovej podobe k jednotlivým me-
tódám, triedam a funkciám aj rôzne grafy. My sme vygenerovali graf závislostí pri dedení
tried.
2.12 Vývojové prostredie
Práca bola vytvorená na OS Microsoft Windows 7 Professional, 64bit, operačná pamäť 3
GB, dvojjadrový procesor Intel Centrino, 1.83 GHz. Na samotnú tvorbu programu bolo
použité vývojové prostredie Microsoft Visual Studio 2008. Knižnica napísaná v asembléry
pre algoritmus SAD využíva 32 bitové inštrukcie procesoru Intel a inštrukcie MMX a SSE
4.1. Pre vývoj v asembléry sme použili textový editor PSPad.
2.13 Dynamicky linkovaná knižnica v OS Windows – dll
Poznáme dva druhy knižníc:
1. statické knižnice
2. dynamicky linkované knižnice
Statické knižnice sú knižnice, ktoré prekladač a následne linker musí poznať už v dobe
prekladu programu. Tieto knižnice sa počas behu programu nemôžu nijako modifikovať,
pridávať ani odoberať, pretože by došlo k pádu danej aplikácie.
Dynamické knižnice sú naopak knižnice, o ktorých program potrebuje poznať informácie
až v čase svojho behu. To znamená, že je možné program preložiť a plnohodnotne využívať
aj bez prítomnosti danej knižnice. Problém nastane až v čase, keď bude program potrebovať
prístup ku funkciám, ktoré sú implementované v danej knižnici a nebude mať k nej prístup.
Medzi operačnými systémami je v dynamických knižniciach rozdiel. V operačnom sys-
téme Windows sú tieto knižnice známe ako súbory s príponou .dll. V operačných systémoch
GNU/Linux sú to súbory s koncovkou .so. Výhodou dynamicky linkovaných knižníc je mož-
nosť ich zdieľania viacerými aplikáciami súčasne.
V operačnom systéme Windows sa pre dynamické nahratie knižnice používajú funkcie
LoadLibrary, FreeLibrary, GetProcAddress.
2.14 Jazyk symbolických inštrukcií
Pre implementovanie vyhľadávacieho algoritmu SAD sme použili jazyk symbolických in-
štrukcií, bežnejšie známy ako asemblér. Keďže operačný systém, pre ktorý sme aplikáciu
implementovali, bol Windows 7 Professional s procesorom Intel, zvolili sme si prekladač
asembléru NASM pre OS Windows. Ako linkovací program sme využili starší, ale spoľahlivý
linker ALINK. Keďže sme pracovali s obrazovými dátami, naskytla sa možnosť pracovať
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s SIMD inštrukciami pre paralelné spracovanie viacerých dát. V tejto práci sú využité SIMD
inštrukcie MMX/SSE. Využívali sme najnovšie procesorom podporované verzie týchto in-
štrukcií, teda SSE 4.1. Aplikáciu sme vyvíjali síce pod 64 bitovým procesorom, ale na 32




Vyhľadávanie objektov na digitálnych snímkach sa vykonáva niekoľkými technikami. V tejto
časti si jednotlivé z nich predstavíme a popíšeme ich základné vlastnosti.
3.1 Základné rozdelenie algormitmov
Algorimty na hľadanie objektov sa delia do niekoľkých kategórii, pričom každá z nich ob-
sahuje niekoľko rôznych metód.
3.1.1 Metódy založené na vzhľade
Táto skupina metód [12] používa ukážkové obrázky – tiež zvané template – objektov na sa-
motné vyhľadávanie. Tieto metódy nepoznajú a priori nijakú informáciu o dátach v obrázku
ako napríklad tvar alebo veľkosť objektu.
Detekcia hrán
Táto technika [7, 12] používa detekciu hrán, napríklad pomocou algortimu Canny edge, na
nájdenie objektu v obrazoch. Metóda je nezávislá na zmene osvetlenia alebo farieb, t.z.
farby ani svetlo nemajú vplyv na hrany objektov. Princíp vyhľadávania objektu pozostáva
z detekcie hrán v obrázku, v ktorom sa vyhľadáva, aj v obrázku, kde je objekt. Následne sa
porovnajú obrázky s hranami a zistí sa pozícia. Pri tomto prístupe treba počítať s množ-
stvom pozícii objektu v prehľadávanom snímku.
Pri porovnávaní sa používajú rôzne prístupy. Najjednoduchší je sčítanie množstva pre-
krývajúcich sa hrán. Tento prístup však nebude fungovať správne, pokiaľ sú objekty v jed-
notlivých obrázkoch rôzneho tvaru. Lepším prístupom je spočítanie počtu pixelov, ktoré sa
nachádzajú medzi hranami objektu a obrazu. Najlepším prístupom je zistenie pravdepodob-
ného rozloženia vzdialeností k najbližšej hrane v prehľadávanom obraze, pokiaľ je objekt na
správnej pozícii. Následne sa zistí pravdepodobnosť každej pozície a najpravdepodobnejšia
pozícia sa označí.
Grayscale matching
Hrany v obrázkoch sú väčšinou odolné voči zmenám osvetlenia, ale pri tomto prístupe sa
zahadzuje veľa informácií. Grayscale matching [7] počíta vzdialenosť pixelov ako funkciu
pozície pixelu a farebnej intenzity pixelu. Prístup je možné aplikovať aj na farebné snímky.
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Gradient matching
Ďalšia metóda, ktorá je odolná voči zmenám osvetlenia, je metóda gradient matching. Tento
prístup porovnáva gradienty obrázkov. Samotné porovnávanie je rovnaké ako porovnávanie
pri metóde grayscale. Gradient obrázku je zmena intenzity farby medzi dvoma susednými
pixelmi v danom smere. Pri vyhľadávaní sa používa horizontálny a vertikálny gradient ob-
razov.
3.1.2 Metódy založené na vlastnostiach obrázkov
Tieto metódy [7] su založené na hľadaní prípustných zhôd medzi vlastnosťami objektu a ob-
rázku. Hlavným obmedzením je nutnosť, aby všetky prípustné zhody boli obsiahnuté v jednej
výslednej pozícii. Všetky tieto metódy extrahujú rôzne vlastnosti z objektov, ktoré majú
byť nájdené a obrázkov, v ktorých sa má hľadať. Príkladom vlastností, ktoré sa hľadajú, sú
napríklad tzv. surface patches, rohy alebo lineárne hrany.
Metóda Hypothesize and test
Základnou myšlienkou tejto metódy je predpokladanie zhody medzi množinou vlastností
objektu a obrazu. Následne sa to použije k vytvoreniu hypotézy o projekcii súradníc objektu
do prehľadávaného obrázku. Táto projekčná hypotéza sa použije k stvárneniu objektu. Táto
fáza sa vola backprojection – spätná projekcia. Ak je porovnanie stvárnenia objektu a obrazu
dostatočne zhodné, hypotéza sa akceptuje.
Existuje veľa prístupov k získaniu hypotézy. Najpoužívanejšie sú Pose Consistency, Pose
Clustering a Using Invariants.
Scale-invariant feature transform – SIFT
Táto metóda detekuje dôležité body v obrázku, tzv. key points. Po extrakcii bodov z obráz-
kov si body uloží do databázy bodov, ktoré prislúchajú danému obrazu. Objekt je následne
rozpoznaný porovnávaním jednotlivých bodov z objektu s bodmi z databázy. Toto porov-
návanie sa realizuje vypočítaním Euklidovskej vzdialenosti vektorov jednotlivých bodov.
Speeded Up Robust Features – SURF
Algoritmus SURF je výkonný detektor zaujímavých bodov (interest point, InP) a deskriptor.
Je nezávislý na mierke ani na otočení obrázku. Je niekoľkonásobne rýchlejší ako SIFT a
odolnejší voči rôznym transforáciám v obrazoch.
3.1.3 Template matching
Template matching je postup, ktorý sa využíva v spracovaní digitálnych snímiek na hľadanie
malých objektov (template) v obraze pomocou porovnávania so vzorovým obrazom (source).
Existujú 2 prístupy v template matching, a to features-based a template-based.
Features-based využíva na hľadanie zhody hrany a rohy v obrazoch. Template-based
naopak k výpočtu používa celé obrazy. Algoritmy postupne prechádzajú celú source snímku
a počítajú rozdiely medzi source a template obrazmi. Spôsob počítania rozdielu medzi sním-
kami určuje, o aký algoritmus sa jedná a samozrejme aj efektivitu daného spôsobu. Použivajú
sa SAD (Sum of Absolute Differencies), SSD (Sum of Squares), cross-correlation a iné.
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3.2 Podrobný popis implementovaných algoritmov
V tejto časti si podrobnejšie predstavíme algortimy, ktoré sú použité v aplikácii na vyhľa-
dávanie objektov.
3.2.1 Metóda SAD pri algoritme template matching
Implementovaný template matching algoritmus pracuje nasledovne. Postupne prechádza
celým prehľadávaným obrazom a vyberá si oblasť s rovnakými rozmermi ako má hľadaný
vzor. Po vybratí vhodnej oblasti (algoritmus pracuje zľava doprava a zhora dole) tieto oblasti
porovná navzájom a zistí ich podobnosť. Na určenie podobnosti použiva SAD. Princípom
SAD je zistenie rozdielu v hodnotách medzi jednotlivými pixelmi. Čím menší je výsledný
súčet rozdielov, tým viac sú si zvolené oblasti podobné. Hľadajú sa teda oblasti, kde by
výsledné SAD bolo čo najmenšie.
Tento prístup má niekoľko nevýhod. Keďže sa počítajú len rozdiely v hodnotách pixelov,
metóda je dosť náchylná na zmeny svetla, farieb, tvaru a uhlu pohľadu. Je to najjednodu-
chšia metóda hľadania objektu v obraze pre template matching.
3.2.2 Algoritmus SURF
Algoritmus SURF [4] bol prvýkrát predstavený na konferencii ECCV v roku 2006 v rakús-
kom Grazi. Vychádza čiastočne z algoritmu SIFT, no je výkonnejší a podľa autorov odolnejší
na rôzne transformácie v obrázkoch. Výkonnosť je dosiahnutá použitím integrálnych obráz-
kov v konvolúciách. Algoritmus sa snaží využiť všetky dobré vlastnosti z už existujúcich
postupov a čo najviac ich zjednodušiť a zefektívniť.
SURF pracuje v troch fázach. V prvej fáze sa detekujú InP. Tie sú vybrané z rôznych
oblastí obrázku. Sú to napríklad corners, blobs a T-junctions. Detektor, ktorý hľadá InP,
sa vyznačuje tým, že opakovane nájde tie isté body za rôznych podmienok, ako napríklad
natočenie scény. V druhej fáze deskriptor popíše okolie každého InP vektorom s určitými
vlastnosťami. Deskriptor musí byť charakteristický pre každý bod, zároveň však odolný voči
šumu, chybám detekcie a geometrickým a fotometrickým deformáciám. Na záver sú vek-
tory jednotlivých bodov porovnávané medzi obrázkami. Porovnávanie je robené zisťovaním
vzdialenosti medzi vektormi, väčšinou euklidovskej alebo mahalanobisovskej. Počet dimenzií
vektoru má vplyv na časové spracovanie a preto je žiadúce, aby bol počet čo najmenší. Algo-
ritmus sa zamierava na riešenie scale a image rotation invariant detektorov a deskriptorov,
teda nezávislosť na mierke a otočení obrázku.
Detektor je založený na Hessian matrix (Hessianovská matica, HM) pre jej dobrú časovú
zložitosť a presnosť. HM je pre bod v obrázku I(x, y) s mierkou σ definovaná ako
H(x, σ) =
[
Lxx(x, σ) Lxy(x, σ)
Lxy(x, σ) Lyy(x, σ)
]
(3.1)




Pri použití Gaussovej funkcie však treba funkciu previesť do diskrétnej formy a orezať. Keď
sú použité snímky s nízkou vzorkovacou frekvenciou, stále sa môže vyskytnúť aliasing a to
aj vtedy, keď sa použijú rôzne gaussovské filtre. Z tohoto dôvodu sa použili aproximácie
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Gaussovej druhej derivácie (autori nazvali box filters), ktoré používajú k svojmu výpočtu
integrálne obrázky a preto môžu byť vypočítané veľmi rýchlo. Výsledky týchto aproximácii
sú porovnateľné s diskrétnou a orezanou Gaussovou funkciou.
Deskriptor pozostáva z niekoľkých fáz. V prvej fáze sa zistí orientácia informácie z oko-
lia InP. Toto sa získa výpočtom Haarových vlniek v x aj y smere a následne v susedstve
detekovaného InP, ktoré má tvar kruhu a polomer 6s, kde s je mierka. Pre danú mierku sa
vypočítajú aj Haarove vlnky. Pri veľkej mierke vznikajú veľké vlnky, preto sa na výpočet
opäť použijú integrálne obrázky, ktoré výpočet urýchlia. Keď sú vlnky vypočítané a vá-
hované Gaussovou funkciou (σ=2.5s), výsledky sú reprezentované ako vektor. Následne sa
zostrojí štvorcová oblasť vycentrovaná na InP a vyextrahuje sa z nej SURF deskriptor.
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Kapitola 4
Návrh a implementácia aplikácie
V tejto časti si detailnejšie popíšeme výsledný návrh aplikácie, ktorá zastrešuje 2 rôzne algo-
ritmy pre vyhľadávanie ľubovoľných objektov v obraze a ich ďalšie využitie v algoritmoch
pre stereomatching.
4.1 Popis tried
Pre vypracovanie bakalárskej práce sme si zvolili použitie objektovo orientovaného prístupu,
a to hneď z niekoľkých dôvodov. Je to moderný prístup k tvorbe programov a pri apliká-
cii predpokladaného rozsahu sa tento prístup vyplatí. Za ďalšiu výhodu možno považovať
možnosť využitia dedičnosti, keďže implementované algoritmy vyhľadávania boli použité
okrem svojho pôvodného účelu aj na stereomatching, pričom sa ich funkčnosť nezmenila,
len rozšírila o potrebné metódy. Samozrejme sme brali ohľad aj na objektovo orientovaný
dizajn Qt knižnice. Na obrázku 4.1 (strana 17) je znázornený jednoduchý diagram tried
popisujúci základné vzťahy medzi jednotlivými triedami.
4.1.1 Trieda bcWork
Táto trieda je základnou triedou celej aplikácie. Je v nej vybudované grafické užívateľské
rozhranie pre aplikáciu. Trieda používa všetky triedy, ktoré sa v práci nachádzajú, teda
poskytuje jednotné rozhranie pre všetky implementované algoritmy. V tejto triede sa vykre-
sľujú všetky grafické komponenty, obrázky a návody.
4.1.2 Trieda MyLabel
V tejto triede je implementované preťaženie metódy QMousePressEvent triedy QLabel.
Takto to bolo navrhnuté z dôvodu umožnenia užívateľovi kliknúť na určité miesto v ob-
rázku a tým si zvoliť požadovaný objekt detekcie.
4.1.3 Trieda FindAsm
Pre použitie algoritmu SAD naimplementovaného v asembléry sme vytvorili triedu Find-
Asm. Táto trieda je určená pre nahratie dynamicky linkovanej knižnice – dll, ktorá imple-
mentuje funkciu, ktorá vyhľadá objekt. Trieda obsahuje metódu potrebnú na zakreslenie
pravdepodobnej pozície objektu do snímiek určených pre užívateľa a uvoľnenie dll knižnice
z operačnej pamäte.
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Obrázok 4.1: Jednoduchý diagram tried
4.1.4 Trieda StereoAsm
Táto trieda dedí a rozširuje triedu FindAsm. Implementuje algoritmus stereomatching po-
stavený na princípoch vyhľadávania objektu pomocou SAD. Pre stereomatching algoritmus
sa predpokladá, že obidve stereo snímky budú rovnako vertikálne zarovnavé – rektifikované
[13]. Z tohoto predpokladu sme vychádzali pri implementácii stereomatchingu pomocou SAD
algoritmu. Po tom, čo si užívateľ zvolí oblasť v obrázku, ktorá má byť vyhľadaná v stereo
snímke, je z tejto snímky vyrezaný adekvátny úsek, v ktorom by sa podľa predpokladu
mal daný objekt nachádzať. Tento prístup výrazne urýchľuje prácu algoritmu, pretože musí
skontrolovať podstatne menšiu časť obrázku. Viac si o téme rýchlosť algoritmov napíšeme
v kapitole Testovanie.
4.1.5 Trieda Surf
Trieda v sebe zapúzdruje algoritmus SURF. Trieda sa nestará o okrajové časti ako je naprí-
klad vykresľovanie nájdených objektov v snímkach. Trieda implementuje jadro algoritmu,
čo je načítanie obrázkov od užívateľa, v našom prípade z triedy bcWork, ich následné pred-
spracovanie – normalizáciu a použitie SURF algoritmu.
Trieda implementuje dve metódy porovnávania deskriptorov:
1. FLANN – FLANN nearest neighbor search, porovnávanie deskriptorov, v triede je
implementované porovnávanie KNN – K-nearest neigbor search




Táto trieda dedí a rozširuje triedu Surf. Trieda vykonáva vyhľadávanie objektov z template
snímky v zdrojovej snímke. Metódy, ktoré roširujú danú triedu, implementujú vykresľovanie
označeného a dohľadaného objektu v obrázkoch, ktoré sú určené pre užívateľa.
4.1.7 Trieda findStereoClass
Táto trieda, rovnako ako trieda FindSurfClass, dedí a rozširuje triedu Surf. Rozširujúce me-
tódy implementujú stereomatching algritmom SURF. Princíp algoritmu vychádza z nájdenia
zhodných key points, ktoré sú získané extrakciou z obidvoch stereo snímiek. Tieto body sa
porovnávajú navzájom medzi sebou a hľadajú a uchovávajú sa tie, ktore pravdepodobne
popisujú rovnaké miesto na obidvoch stereo snímkach. Taktiež sa vychádza z predpokladu
rektifikácie [13] snímiek. Po vyhľadaní spoločných bodov triedou Surf sú porovnávané x-
ové súradnice jednotlivých dvojíc zhodných bodov. Pre každú dvojicu sa určí vzájomné
posunutie bodov medzi snímkami – offset, ktoré sa uloží pre neskoršie spracovanie.
4.2 Práca algoritmov
V tejto časti sa podrobne oboznámime s činnosťou jednotlivých algoritmov, ktoré boli im-
plementované v práci a popísane v predchádzajúcich kapitolách.
4.2.1 Algoritmy využivájúce SURF
Algoritmy, ktorých vnútorná logika je postavená na metóde SURF – stereomatching a vy-
hľadanie objektu v obraze, dedia logiku zo spoločnej triedy Surf.
Algoritmus SURF – vyhľadanie
Algoritmus na vyhľadanie objektu pracuje v niekoľkých fázach.
V prvej fáze sú predspracované snímky, s ktorými bude pracovať. Tieto snímky sú v tejto
fáze normalizované a pripravené na spracovanie.
V nasledujúcej fáze detektor a deskriptor SURF vyextrahuje interesting features z jed-
notlivých obrázkov. Extrahuje body zo snímiek ekvalizovaných histogramom, lebo sme ex-
perimentálne zistili, že vtedy je detekovaných viac bodov. Čím viac bodov detektor určí,
tým väčšia pravdepodobnosť zhodného vyhľadania.
V tretej fáze sú detekované body porovnávané medzi sebou (formy porovnávania sú po-
písané v sekcii 4.1.5) a vyhľadávajú sa dvojice bodov, ktorých deskripčné (popisné) vektory
sú si čo najviac podobné (najbližšie). V tejto fáze prebieha vyhľadávanie objektu, pretože
aplikácia je navrhnutá pre tento typ vyhľadávania tak, že vyhľadávaný objekt je celý obrá-
zok. Všetky zhodné body zo zdrojového a template obrázku sa uložia a vo veľkom snímku
určujú polohu malého snímku.
V poslednej fáze po určení dvojíc zhodných bodov sú tieto body vyznačené v obidvoch
obrázkoch.
Algoritmus SURF – stereomatching
Algoritmus zameraný na riešenie problému korešpondencie pracuje na podobných princípoch
ako vyhľadávanie objektu, je však rozšírený o presné dohľadanie objektu v druhom snímku.
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Počiatočné fázy sú zhodné s predchádzjúcim algoritmom. Po normalizácií snímiek a ex-
trahovaní interesting features z obrázkov sú vyhľadané rovnaké dvojice bodov. Tu sa však
podobnosť končí a nasleduje detekcia objektu v druhom snímku. Zhodné objekty sa vyhľa-
dávajú z dvojice snímiek odfotených stereokamerou, teda jedna snímka je viac vľavo ako
druhá. Snímky by mali byť rektifikovamé. Z tohto predpokladu možno vyvodiť zaujímavú
myšlienku, a to že objekt zvolený v ľavej snímke by mal mať rovnakú vertikálnu polohu
v pravej snímke, teda rovnakú y-ovú súradnicu. Objekty teda budú navzájom posunuté
len horizontálne. Následne môžme predpokladať, že keďže sme volili objekt v ľavej snímke,
jeho x-ová súradnica bude vzhľadom na ten istý objekt v pravej snímke väčšia (súradnice
[0,0] sú v ľavom dolno rohu). Môžme teda učiniť záver, že vzájomné posunutie objektov na
jednotlivých snímkach bude pre závislosť pravá snímka – ľavá snímka záporné. Po detekcii
spoločných bodov si postupne pre každú dvojicu vyjadríme rozdiel x-ových súradníc ich
zložiek – offset. Všetky offsety si pamätáme pre ďalšiu činnosť. Po vyjadrení všetkých off-
setov si zistíme množstvo – početnosť jednotlivých offsetov. Pre lepšiu ilustráciu uvadzáme
nasledujúci príklad.
Príklad
Majme 10 dvojíc vzájomne spoločných bodov. Ich súradnice a offsety sú v tabuľke
4.1.
Dvojice bodov Offset
<[125, 50], [120,50]> 5
<[244, 59], [239, 59]> 5
<[18, 132], [15, 132]> 3
<[57, 2], [54, 2]> 3
<[62, 42], [57, 42]> 5
<[60, 40], [59, 40]> 1
<[162, 142], [160, 142]> 2
<[97, 83], [57, 83]> 40
<[214, 81], [213, 81]> 1
<[6, 242], [8, 242]> -2
Tabuľka 4.1: Dvojice spoločných bodov a ich offsety








Tabuľka 4.2: Početnosť offsetov
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Následne sú všetky offsety usporiadané podľa svojej početnosti. Výsledným offsetom je
zvolený ten, ktorý má najvyššiu početnosť, teda ten, ktorý sa najviackrát vyskytoval medzi
dvojicami bodov. Súradnice hľadaného stereo objektu sú potom vypočítane nasledujúcim
spôsobom:
XB = XA − offset (4.1)
YB = YA (4.2)
kde [XA, YA] sú súradnice objektu zvoleného užívateľom a [XB, YB] sú súradnice dohľada-
ného stereo objektu. Objekt si užívateľ volí z ľavej snímky. Tento objekt je definovaný ako
oblasť o určitých rozmeroch, ktorej stred je bod kliknutia.
Známe problémy
Pri návrhu algoritmu sme sa stretli s niekoľkými problémami, ktoré bolo nutné brať v uváhu
pri implementácii. Prvým z nich bolo automatické prispôsobovanie oblasti zvolenej užíva-
teľom v prípade kliknutia k okrajovým častiam snímku. Keďže návrh počíta s objektom
ako so štvorcovou oblasťou, v prípade kliknutia príliš blízko ku kraju snímky mohlo dôjsť
k neočakávanému chovaniu. Preto sme navrhli menenie tvaru zvolenej oblasti v závislosti na
bode kliknutia.
Druhým problémom bol známy problém vyskytujúci sa pri stereomatchingu, a to pred-
poklad, že objekt nachádzajúci sa na jednom snímku sa na druhom snímku nachádzať
nemusí. V tomto prípade by vyššie popísaný algoritmus vyhlásil za zhodný objekt objekt,
ktorý nemá s hľadaným objektom nič spoločné. Je to spôsobené tým, že algoritmus nehľadá
zhodu na špecifické body vo zvolenom objekte, ale hľadá len predpokladanú polohu daného
objektu. Toto bolo nutné ošetriť. Preto sme do návrhu algoritmu pridali testovanie, ktoré
pre každý offset, ktorý prehlásime za výsledný, porovná podobnosť objektov, ktoré majú
byť zhodné. Pri určitom percente zhodnosti sme následne prehlásili objekty za zhodné.
Tretím problémom, s ktorým sme sa stretli až pri implementácii, boli nerektifikované
snímky. Zábery, ktoré sme odfotili klasickým digitálnym fotoaparátom aj pri všetkej snahe
neboli rektifikované presne na 1 pixel. Preto sme pri niektorých dvojiciach snímiek neoča-
kávali presnú zhodu objektov.
Ďalším problémom, s ktorým sme sa museli vysporiadať, boli objekty v snímkach, ktoré
neboli v rovnakej vzdialenosti od objektívu kamery. Ide napríklad o záber izby, v ktorej
sa hľadajú objekty na protiľahlej stene, ale v zábere figuruje aj stolička, ktorá sa nachá-
dza bližšie pri objektíve. Vyhľadávanie objektov prebehne pre väčšinu objektov, ktoré su
umiestnené na zadnej stene úspešne, pretože objekty majú zhruba rovnaké offsety. Avšak
stolička, alebo ľubovoľný objekt bližšie pri objektíve bude mať iný offset. Tento offset však
nebude dominantný, teda nebude mať najväčšiu početnosť, čím nebude zvolený za hlavný
offset a objekt teda nebude označený. Tento problém sme čiastočne eliminovali tým istým
spôsobom, ako nenachádzanie sa objektu na snímku.
Problém spojený so vzdialenosťou snímky je aj rôzne natočenie vyhľadávaných objektov.
Pre väčšinu objektov, ktoré sa vyhľadávajú, je natočenie zanedbateľné a neprejaví sa na
výsledku. Pre objekty bližšie k objektívu ako väčšina objektov na snímke sa však natočenie
stáva významným. Tento problém nerieši postup zvolený pre overenie zhodnosti snímiek,
pretože ten nie je navrhnutý na porovnávanie natočených objektov. Elimináciou tohoto
problému sa táto práca nezaoberá, avšak snažili sme sa zvoliť vhodné snímky bez takýchto
kritických typov objektov, prípadne voliť objekty, ktoré nie sú vzájomne natočené.
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4.2.2 Algoritmy využívajúce SAD
Základný popis princípu algoritmov založených na SAD je uvedený v kapitolách 3.1.3 a
3.2.1. Pri návrhu sme museli riešiť niekoľko problémov, ktoré sa objavili. Prvým z nich
bolo zvolenie objektu, ktorý má byť vyhľadaný. Ponúkali sa dve varianty. Prvou z nich bolo
zvolenie si za vyhľadávaný objekt celú snímku, ktorý užívateľ dodá aplikácii. Druhou mož-
nosťou bolo nechať užívateľa vybrať si v danej snímke objekt, ktorý by chcel vyhľadať. Pri
obidvoch variantách sa vyskytli problémy, ktoré sme museli brať do úvahy a budú popísané
v nasledujúcej podsekcii. Zvolili sme si naimplementovať obidve varianty, aby užívateľ nebol
nútený manuálne upravovať snímky pred ich nahratím do aplikácie.
Ďalej sme sa museli zamyslieť nad efektivitou algoritmu. Snažili sme sa riadiť pravid-
lom, čím menej dokonalý (efektívny, presný, spoľahlivý) algoritmus, tým by mal pracovať
rýchlejšie, aby mohol svoje nepresnosti nahradiť rýchlosťou. Keďže sme si na implemen-
táciu zvolili jeden z najhorších postupov využívaných pri template matchingu, musel náš
algoritmus pracovať rýchlo. Táto črta sa väčšinou dá dosiahnuť implementovaním daného
algoritmu v jazyku symbolických inštrukcií (asemblér), využitím paralelizmu na úrovni pro-
cesov alebo vlákien alebo spracovaním istých výpočetne náročných častí na grafickom čipe
(GPU). Zvolili sme si použitie asembléru pre procesory Intel x86 s využitím SIMD inštrukcií.
Známe problémy
V tejto časti opíšeme problémy, s ktorými sme museli pri implementácii počítať a pokúsiť
sa ich eliminovať.
Pri variante zvolenia celej snímky za vyhľadávaný objekt musíme počítať s tým, že daná
snímka môže byť väčšia ako snímka, v ktorom sa má vyhľadať. Tento problém je možné
riešiť dvomi spôsobmi. Prvým z nich je upozornenie užívateľa a nepokračovaní v činnosti
aplikácie. Druhý, nami zvolený, je automatické zmenšenie snímky. Táto časť je jeden z krokov
normalizácie.
Pri druhej variante sme museli určiť spôsob, akým si užívateľ zvolí želaný objekt. Museli
sme brať do úvahy rôzne typy objektov, ktoré budú vyhľadávané, či malé alebo veľké.
Preto sme museli zaručiť, aby si užívateľ mohol zvoliť veľkosť oblasti, ktorá bude určovať
objekt. Následne sme sa museli rozhodnúť pre tvar danej oblasti. Do úvahy prichádzali kruh
alebo obdĺžnik. Zvolený bol obdĺžnik, lebo práca s ním je jednoduchšia a hlavne pracuje sa
s celočíselnými hodnotami pixelov, zatiaľ čo pri kruhu by sme museli pracovať na úrovni
subpixelov, teda s reálnymi číslami.
Ďalším problémom, s ktorým sme museli počítať pri obidvoch variantách, bol počet
pixelov v jednom riadku. Keďže sme nepracovali s jedným pixelom, ale niekoľkými, museli
sme brať do úvahy možnosť, že počet pixelov v jednom riadku nebude násobok počtu pixelov
spracovávaných inštrukciami SIMD.
4.3 Implementácia GUI aplikácie
Grafické užívateľské rozhranie aplikácie implementuje trieda bcWork. Táto trieda dedí z obec-
nej Qt triedy QMainWindow. Touto dedičnosťou je docielený vzhľad aplikácie ako klasickej
okienkovej aplikácie. V tejto triede je naimplementované kompletné užívateľské ovládanie
aplikácie, voľba požadovaných algoritmov, nastavenie vlastností vybraných algoritmov, zvo-
lenie si sady snímiek pre vyhľadávanie, možnosť nahratia vlastných snímiek do aplikácie,
v ktorých sa bude vyhľadávať a mnohé ďalšie.
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Okno aplikácie je rozdelené na 2 časti: menu a zobrazovacia časť. Zobrazovacia časť
je implementovaná ako QWidget, ktorý ma nastavené vertikálne zarovnanie jednotlivých
elementov v ňom cez QVBoxLayout. Každá logická časť aplikácie sa nachádza vo vlastnej
záložke. Celá aplikácia obsahuje 6 záložiek. Dve sú vyhradené pre vyhľadávacie algoritmy
SAD a SURF, dve pre algoritmy riešiace korešpondenčný problém. Ďalšia záložka je určená
pre vyhľadávanie objektov v užívateľom nahratých snímkach. V poslednej záložke sa nachá-
dzajú parametre algoritmu SURF pre vyhľadávanie a stereomatching. V tejto časti si môže
znalý užívateľ zvoliť nastavenie algoritmu. Z experimentov vyplynulo, že už malé zmeny
v nastavení algoritmu sa výrazne prejavia vo výstupných hodnotách.
V hornej časti zobrazovacieho okna aplikácie sa nachádza menu, ktoré má tri časti.
V prvej je možné zistiť verziu Qt knižníc, v ktorých bola aplikácia vyvinutá. V časti Help
sa otvorí nové okno, v ktorom sa nachádza odkaz na online dokumentáciu automaticky
vygenerovanú nástrojom Doxygen. V druhej položke v hlavnom menu si môže užívateľ zvoliť
z 3 preddefinovaných dvojíc snímiek určených pre vyhľadávacie algoritmy. V tretej položke
užívateľ volí dvojice snímiek určených pre stereomatching algoritmy. Definovaných je 7
rôznych dvojíc. 5 z nich má 6 variant vzájomného posunutia, t.z. že užívateľ má možnosť
voľby z celkového počtu 32 rôznych dvojíc. Pre implementáciu sme využili triedy QMenuBar
a QMenu.
Zobrazovacia časť je okrem záložky pre nastavenia rozdelená do 4 základných celkov.
Napravo je QTextBrowser, do ktorého sa vypisujú runtime informácie o behu daného algo-
ritmu. Po skončení výpočtu sa vypíšu informácie o polohe daného objektu v prípade SAD
algoritmu a stereomatching algoritmov. V prípade SURF algoritmu sa vypíšu informácie
o súradniciach spoločných interesting points a množstvo detekovaných bodov v jednotli-
vých snímkoch. Následne nasledujú dve miesta, do ktorých sa vykresľujú snímky. V prípade
algoritmov, ktoré vyžadujú pre svoju činnosť označenie objektov užívateľom v snímkoch, je
základná zobrazovacia plocha implementovaná triedou QLabel nahradená vlastnou triedou
MyLabel, ktorá rozširuje triedu QLabel a pridáva jej možnosť zachytávania kliknutí myši
nad jej plochou. Poslednými prvkami sú tlačítka slúžiace na spustenie výpočtu respektíve
inicializáciu algoritmu do pôvodného stavu. Pri stereomatchingu založenom na SURF je
k dispozícii QCheckBox slúžiaci na zobrazenie všetkých identifikovaných interesting points
v snímkach.
Všetky tlačítka a položky v menu vysielajú po stlačení signál. Tento signál zachytávajú
príslušné sloty a rozhodujú, ktorá akcia sa má vykonať. Na obrázku 4.2 na strane 23 je
ukážka výslednej podoby GUI aplikácie.
4.3.1 Vykresľovanie obrázkov
Pre zobrazovanie aktuálnych obrázkov na správnu pozíciu slúžia metódy drawImages, upda-
teImages, paintImg a setImagePath. Pri inicializácii aplikácie sa nastavia cesty ku všetkým
preddefinovaným obrázkom do polí ciest typu string. Obrázky sú pomenované uniformne a
jednoznačne, vďaka čomu je možné vykonať nastavenia v cykle.
Príklad
• obrázok /image/find/1-big.jpg reprezentuje snímku pre vyhľadávacie algo-
ritmy, patrí do 1. z dvojíc a je to obrázok, v ktorom sa bude vyhľadávať
objekt
• obrázok /image/stereo/5-left2.jpg reprezentuje snímku pre stereomatching
algoritmy, patrí do 5. z dvojíc a je to obrázok z ľavej kamery
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Obrázok 4.2: Screenshot aplikáce
Po inicializácii ciest nastupuje metóda paintImg, v ktorej sa vykoná metóda setImage-
Path a drawImages. V metóde setImagePath sa načítavajú obrázky zo súborov, ktorých
cesty sú určené indexom do poľa ciest. Tento index je na začiatku nastavený na prvé dvo-
jice snímiek a mení sa vždy, keď si užívateľ z menu vyberie požadovanú dvojicu snímiek.
Zároveň sa v tejto metóde uchovajú ukazovatele na pôvodné obrázky, ktoré sa používajú
napríklad pri inicializácii algoritmov. Načítanie sa realizuje OpenCV funkciou cvOpenImage
a obrázky sú vo formáte IplImage. V metóde drawImages sa načítané obrázky musia najprv
prekonvertovať z OpenCV formátu do Qt formátu QImage. Na to sme vytvorili metódu
ipl2Qt, ktorá vykoná požadovanú konverziu. Následne sú obrázky v Qt formáte zobrazené
pre užívateľa. Obrázky v OpenCV formáte sú nahraté do tried, ktoré zastrešujú jednotlivé
algoritmy. Pri algoritmoch založených na SURF sa tu vykonáva ešte meranie času, ako dlho
trvá extrakcia bodov zo snímiek.
Každý algoritmus upravuje snímky, s ktorými pracuje. Napríklad SURF algoritmus pre
vyhľadávanie do snímky zakresľuje polohy zhodných bodov medzi dvojicou. Pri ďalšom behu
algoritmu s rovnakými snímkami by tieto zmeny ostali zakreslené v snímkoch a výsledky
by boli nepresné. Na vyriešenie tohto problému sú v každej triede implementujúcej jeden
z algoritmov špeciálne ukazovatele, v ktorých sa uchovávajú pôvodné snímky. Snímky so
zmenami a nájdenými polohami objektov vykresľuje metóda updateImages, ktorá je zavolaná
po každom úspešnom dokončení výpočtu.
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4.4 Implementácia SAD algoritmov
SAD algoritmus je naimplementovaný v asembléry pre procesory Intel. Celé vyhľadávanie
je vykonávané jedinou funkciou find, ktorá ako parametre berie ukazovatele na oblasť v pa-
mäti, kde sú uložené dve šedotónové snímky, a ich výšku a šírku. Následne prechádza po
riadkoch snímky, v ktorej sa má vyhľadávať (zdrojová) a počíta sumu rozdielov pixelov
medzi snímkami. Po vypočítaní sumy pre všetky pixely v hľadanom obrázku sa táto suma
porovná s aktuálne najmenšou a ak bude menšia, tak sa uloží ako aktuálne najlepšia pozí-
cia. Následne sa ukazovateľ v zdrojovej snímke posunie na nasledujúci pixel a algoritmus sa
opakuje. Po prejdení všetkých pixelov zdrojového obrázku sa vráti najlepšia pozícia. Algo-
ritmus vždy vráti nejakú polohu. V algoritme sme museli neustále kontrolovať, či ukazovateľ
nepretiekol za okraj obrázku.
Na optimalizáciu algoritmu sme využili SSE inštrukcie PSADBW [1], PSLLDQ [1], PIN-
SRB [1] a PEXTRW [1]. Inštrukcia PSADBW je vytvorená presne na výpočet SAD pre 8
8bitových čisiel z dvoch registrov. Jednotlivé hodnoty pixelov pre obidve oblasti porovná-
vania sú uložené v XMM registroch. Do registru sme vkladali postupne 1 byte (informácia
o 1 pixely) a posunuli doľava o 1 byte inštrukciou PSLLDQ, ktorá posúva 128 bitové čislo
doľava o určitý počet bytov. Keď sme mali v obidvoch registroch 8 hodnôt pixelov, mohli
sme vypočitať SAD pomocou PSADBW. Táto inštrukcia uložila 16bitový výsledok do spod-
nej časti registru XMM, z ktorého sme potom toto čislo extrahovali inštrukciou PEXTRW do
registru pre obecné použitie kvôli jednoduchšiemu porovnávaniu. Celý postup je znázornený
na nasledujúcom obrázku 4.3 na strane 25.
4.4.1 Vyhľadanie pomocou SAD
Vyhľadanie implementuje trieda FindAsm. V tejto triede sú naimplementované len základné
metódy slúžiace na prácu s obrázkami, ukladanie výpisov z algoritmu alebo spustenie vý-
počtu.
4.4.2 Stereomatching pomocou SAD
Trieda StereoAsm implementujúca algoritmus stereomatching rozširuje triedu FindAsm o nie-
koľko funkcionalít. Najdôležitejšou z nich je nebratie celého obrázku za vyhľadávaný objekt,
ale len jeho výsek. Počiatočné rozmery výseku sú definované na 20 pixelov. Užívateľ má mož-
nosť meniť veľkosť výseku, ktorý bude identifikovať objekt. Následne sa z obrázku, v ktorom
je označený objekt, skopíruje táto časť do nového obrázku, ktorý sa následne predá funkcii
find. Kopírovanie časti obrázku sa vykoná nastavením tzv. region of interest(ROI) OpenCV
funkciou cvSetImageROI. Nastavenie ROI nám umožní pracovať s daným výsekom ako s ce-
lým obrázkom, preto je možné kopírovať funkciou cvCopy. Následne sa prekopíruje časť
s objektom a ROI sa vráti do pôvodného stavu zavolaním funkcie cvResetImageROI.
4.5 Implementácia SURF algoritmov
Vyhľadávanie pomocou SURF je implementované v triede Surf. Táto trieda zapúzdruje
uloženie obrázkov do pamäti, ich následnú normalizáciu, extrakciu interesting points, po-
rovnanie vzdialeností popisných vektorov jednotlivých interesting points a určenie dvojíc
rovnakých interesting points.
Počas normalizácie sa v prípade farebných snímiek prevedie farebná konverzia na šedotó-
novú snímku. Následne sa na snímku šedotónovú aplikuje ekvalizácia histogramom. Z takto
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Obrázok 4.3: Činnosť inštrukcií, horných 8 Bytov registrov XMM obsahuje hodnotu 0
normalizovanej snímky sa v metóde countPoints extrahujú jednotlivé body. Extrakcia pre-
bieha OpenCV funkciou cvExtractSURF. Body ale môžu byť extrahované aj zo snímok,
ktoré neboli upravené histogramom, pokiaľ to tak užívateľ nastavil.
Algoritmus pokračuje až vtedy, keď je užívateľom zvolené vyhľadanie určitého objektu.
Vtedy je zavolaná metóda findLocation, v ktorej prebehne výpočet vzdialenosti vektorov
deskriptorov. Základné nastavenie je výpočet pomocou euklidovskej vzdialenosti, užívateľ
si môže ešte zvoliť výpočet pomocou algoritmu FLANN. Obidva prístupy prehlasujú dva
deskriptory bodov za zhodné, pokiaľ je vzájomný pomer dĺžok ich vektorov väčší ako 0.6.
Okrem tejto požiadavky musia mať obidva body rovnakú hodnotu parametru laplacian.
Po prejdení všetkých možných kombinácii bodov je zistené, či sa v danej dvojici snímkov
nachádza aspoň jedna dvojica spoločných bodov. Ak sa nevyskytuje ani jedna, hľadanie je
prehlásené za neúspešné.
4.5.1 Vyhľadávanie pomocou SURF
Vyhľadávanie je naimplementované v triede FindSurfClass. Táto trieda rozširuje triedu Surf.
V konštruktore triedy sú nainicializované základné nastavenia pre algoritmus SURF. Ďa-
lej trieda implementuje metódu paintSelectedArea, ktorá zakreslí pozície zhodných bodov
do obidvoch obrázkov. Pozície sú identifikované kruhom so stredom v interesting point a
vykreslené funkciou cvCircle.
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4.5.2 Stereomatching pomocou SURF
Trieda findStereoClass rozširujúca triedu FindSurfClass implementuje stereomatching. Trie-
da okrem zdedených metód má aj niekoľko vlastných metód, ktoré riešia hlavne vyhľadanie
stereo objektu.
Po zvolení objektu užívateľom sa inicializuje funkcia find, ktorá najskôr pomocou metódy
findLocation zistí, či sa vo dvojici snímok nachádza aspoň jedna dvojica spoločných bodov.
Ak sa nenachádza ani jedna dvojica, hľadanie je označené za neúspešné. V prípade exis-
tencie spoločných bodov je zavolaná metóda findCameraDisplacement, ktorá určí vzájomný
posun porovnávaných snímiek. Dvojica spoločných bodov je definovaná ako nový údajový
typ std::pair<cvSURFPoint, cvSURFPoint>, kde cvSURFPoint je OpenCV štruktúra ur-
čená pre prácu so SURF algoritmom. V tejto metóde sa najprv zoradia všetky dostupné
dvojice spoločných bodov podľa početnosti. Toto sa vykoná metódou sortOffsets. Následne
sa zvolí offset s najvyššou početnosťou za referenčný offset a overí sa, či sa stredový bod
vyhľadaného objektu po posunutí o offset nachádza v danej snímke. Pokiaľ áno a užívateľ si
nezvolil variantu overovania totožnosti nájdených objektov, je oblasť označená za zhodnú a
vykreslená metódou paintSelectedArea. Pokiaľ je bod mimo obrázku alebo si užívateľ zvolil
overovanie totožnosti, ktorá zlyhala, pokračuje sa nasledujúcim najpočetnejším offsetom.
V prípade neúspechu všetkých offsetov je vyhľadávanie vyhodnotené ako neúspešné.
Varianta s overovaním zhodnosti nájdených objektov porovnáva dvojicu pseudototož-
ných snímiek OpenCV funkciou cvMatchTemplate implementovanou v metóde checkPoint-
ByTemplate. V tejto metóde sa najprv vykoná úprava danej oblasti, pokiaľ sa nachádza
na okraji snímky a rozmery nie sú rovnaké ako preddefinované. Následne sa určí ROI pre
každú oblasť a vykoná sa porovnanie. Objekty sú označené za zhodné v prípade podobnosti
minimálne 70%.
V triede sa ešte nachádza metóda paintPoints, ktorá vykreslí všetky dvojice interesting
points do snímiek. Metóda je volaná, pokiaľ je to nastavené užívateľom. Body sú identifi-




V tejto časti sa bližšie oboznámime s priebehom testov, experimentovaním s výsledkami
práce a načrtneme prípadné možnosti budúcej optimalizácie.
5.1 Testovanie výkonnosti algoritmov
V práci sme použili dva rôzne algoritmy pre vykonanie rovnakej činnosti, preto sme sa
rozhodli porovnať ich vzájomnú výkonnosť, ako aj výkonnosť algoritmu naprogramovaného
v asembléry s rovnakým algoritmom naprogramovaným v jazyku C++.
5.1.1 Testovanie SAD – ASM vs. C++
Pre testovacie účely algoritmu v ASM sme napísali aplikáciu v jazyku C++, v ktorej sme
pomocou knižnice OpenCV načítali zdrojový obrázok aj hľadaný objekt. Následne sme
dynamicky nalinkovali dll knižnicu s funkciou napísanú v ASM a pomocou nej vypočítali
súradnice hľadaného objektu. Ten istý algoritmus sme naprogramovali aj v jazyku C++
pre overenie funkčnosti knižnice a pre porovnanie rýchlosti algoritmov v rôznych jazykoch.
Rýchlosť behu každej funkcie sme vypočítali pomocou Win funkcie GetSystemTime, ktorá
ako parameter berie ukazovateľ na štruktúru SYSTEMTIME. Mali sme 2 štruktúry a do
každej sme priradili aktuálny systémový čas. Do jednej pred volaním funkcie a do druhej
po vykonaní funkcie. Následne sme časy odčítali a vyšiel nám približný čas behu funkcie.
V tabuľke 5.1 (strana 28) uvádzame výsledky 10 meraní.
Ako je z tabuľky vidieť, funkcia napísaná v jazyku ASM a optimalizovaná na spraco-
vávanie 8 pixelov v riadku naraz je 4.872x rýchlejšia ako funkcia v C++ spracovávajúca 1
pixel. Mohlo by sa zdať, že funkcia by mala pracovať 8x rýchlejšie. Pracuje však len asi 5x
rýchlejšie preto, lebo pri spracovávaní 8 pixelov sa určitý procesorový čas strávi pri prístupe
k toľkým pixelom, respektíve nie v každom výpočetnom kroku sa spracuje 8 pixelov (ostáva
napr. 5 pixelov do konca riadku).
5.1.2 Testovanie a experimenty SAD vs. SURF – vyhľadávanie
Testovanie tejto dvojice algoritmov určených pre vyhľadávanie prebiehalo nasledovne. Za
cieľ testovania sme si určili zistiť priemerný čas behu obidvoch algoritmov. Kritériom sa-
mozrejme bola aj presnosť vyhľadania. Tú sme však mohli určovať len manuálne. Vykonali
sme desať testov na troch dvojiciach obraz – vzor.
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meranie č. čas behu funkcie
v jazyku ASM [ms]
čas behu funkcie












Tabuľka 5.1: Testovanie SAD v ASM a C++
Prvá dvojica obsahovala objekt s rozmermi 72x62 pixelov a zdrojovú snímku s rozmermi
280x205 pixelov. Objekt bol vytvorený výrezom zo zdrojového obrázku, čiže nebol oto-
čený ani zmenšený/zväčšený. V nasledujúcej tabuľke sú uvedené časy jednotlivých testov
a priemerný čas. Pre algoritmus SURF sme určovali 2 časy behu. Prvý čas je celkový čas
behu algoritmu, v ktorom je započítaný čas potrebný na extrahovanie bodov z obrázkov a
následné vyhľadanie. Druhý čas je čistý čas vyhľadanie dvojice obraz i vzor.








1 546 166 3
2 568 165 2
3 562 166 3
4 554 166 3
5 545 166 3
6 554 159 2
7 540 160 3
8 544 158 2
9 545 165 2
10 543 160 3
priemer 550.1 163.1 2.6
Tabuľka 5.2: Testovanie SAD vs. SURF
Z výsledkov testov vyplýva, že algoritmus SURF je o trochu rýchlejší ako SAD. Pri
opakovanom vyhľadávaní v rovnakých snímkach je SURF niekoľkokrát rýchlejší ako SAD.
V druhej dvojici sme mali k dispozícii objekt s rozmermi 100x86 pixelov a zdrojový
obrázok s rozmermi 512x384 pixelov. V tejto dvojici bol objekt otočený voči svojmu vzoru,
veľkosť však ostala zhruba rovnaká. Algoritmus SURF zvládol vyhľadanie bez akýchkoľ-
vek problémov s veľkou presnosťou. Algoritmus SAD takisto našiel zhodu, ktorá by sa
dala prehlásiť za úspešné vyhľadanie. Časy jednotlivých testov sú uvedené v tabuľke 5.3.
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Algoritmus SURF bol v tejto variante výrazne rýchlejší ako SAD, pri porovnaní času vy-








1 4541 576 32
2 4600 584 32
3 4650 590 33
4 4673 578 34
5 4706 603 33
6 4706 577 33
7 4677 573 33
8 4670 646 37
9 4660 581 35
10 4623 596 34
priemer 4650.6 590.4 33.6
Tabuľka 5.3: Testovanie SAD vs. SURF
hľadania dokonca zhruba stonásobne rýchlejší.
V tretej dvojici testovacích snímiek bol objekt oproti vzoru zväčšený, otočený a vo vzo-
rovom obrázku bola časť prekrytá. V tomto prípade algoritmus SAD zlyhal časovo aj pres-
nosťou. Algoritmus SURF si však poradil aj s týmito podmienkami a dokázal presne a
v relatívne krátkom čase určiť polohu daného objektu.








1 9659 815 139
2 9721 782 139
3 9791 771 136
4 9679 776 137
5 9682 769 137
6 9666 790 138
7 9567 786 137
8 9601 770 139
9 9610 771 140
10 9567 775 139
priemer 9654.3 780.5 138.1
Tabuľka 5.4: Testovanie SAD vs. SURF
5.1.3 Testovanie a experimenty SAD vs. SURF – stereomatching
Hlavným cieľom testovania bolo porovnať presnosť a časové nároky jednotlivých algoritmov.
Presnosť SAD sme opäť určovali manuálne, pri SURF sme použili výstup funkcie cvMatch-
Template. To znamená, že keď sa objekty nezhodujú, označenie sme označili za nepresné
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a vyhľadanie za neúspešné. Testy sme robili na rektifikovaných snímkach získaných z [9].
V tabuľke uvádzame priemerné časy behov obidvoch algoritmov a percentuálnu úspešnosť
vyhľadaní. Kompletné tabuľky so všetkými testami sú uvedené v prílohe A. Testy sme robili
na troch rôznych dvojiciach snímkov, ktoré boli posunuté o tri rôzne hodnoty. Vyhľadávané
boli vždy rôzne objekty v danej dvojici. Z tabuľky 5.5 vyplýva, že stereomatching založený








1 27 37 825.3 183.2 96.84
2 24.6 9 540.8 105.6 92.42
3 24 9.5 1249.1 441.3 56.28
Tabuľka 5.5: Testovanie stereomatching SAD vs. SURF
na SAD je v praxi nepoužiteľný. Presnosť menšia ako 70% je neakceptovateľná. Naopak
SURF sa ukázal ako veľmi spoľahlivý, presný a rýchly algoritmus. Nevýhodou SURFu je
vyhľadanie jediného objektu v dvojici, pretože vtedy sa nevyužije jeho potencionálna rých-
losť.
5.2 Optimalizácia
Možná nasledujúca optimalizácia algoritmu pre vyhľadávanie SAD by mohla byť v spraco-
vaní pixelov z nasledujúceho riadku, keď v súčasnom nie je 8 pixelov. Tiež by bolo možné
testovať hodnotu SAD na konci každého výpočetného kroku a pri SAD väčšom ako súčasná
najmenšia hodnota sa hneď posunúť na nasledujúce súradnice.
Možná optimalizácia algoritmu SURF sa nachádza hlavne v použití paralelizmu. Pri ex-
trahovaní kľúčových bodov z dvoch snímiek by každá snímka mohla byť spracovaná vlastným
vláknom alebo procesom, respektíve procesorom pri viacjadrovom procesore. Týmto by sa
znížil čas potrebný na extrakciu takmer o polovicu. Ďalšou možnosťou využitia paralelizmu
je premiestniť výpočet niektorých častí algoritmu na grafický procesor. Pre NVIDIA grafické
karty sa optimálnym riešením javí CUDA, ktorú podporuje väčšina moderných grafických




Cieľom práce bolo navrhnúť a implementovať algoritmus pre vyhľadávanie objektov v ob-
raze. Popri tvorbe algoritmov ma napadlo ich využitie pri stereomatchingu.
Navrhnutá aplikácia bola implementovaná a úspešne odskúšaná a odtestovaná. Výsledky
testov jednotlivých algoritmov potvrdili moje predpoklady, ktoré sa týkali ich vlastností a
použiteľnosti.
Algoritmus SURF sa ukázal vo väčšine prípadov ako spoľahlivý detektor bodov a pri
kvalitných snímkach dával vynikajúce výsledky. Jeho najhlavnejšou nevýhodou je dĺžka ex-
trakcie bodov z jednotlivých snímiek. Tento algoritmus je dobrý pre detekciu rôznych ob-
jektov v jednej dvojici snímiek, kedy sa relatívne dlhší čas potrebný na nájdenie bodov
vykompenzuje následným rýchlym vyhľadaním objektu.
Algoritmus SAD je samotný bez ďalších dodatočných overovaní v praxi nepoužiteľný
pre presnú lokalizáciu objektu. Funguje správne len pre špecifické snímky a nie je dostatočne
flexibilný k rôznym zmenám v obraze.
Do budúcnosti vidím možné rozšírenie najmä na strane SURFu. Hlavnou líniou možného
vývoja by mohla byť prepracovanejšia časť overovania validity nájdeného stereosnímku,
ako aj presnejšie určenie polohy snímku z offsetov – možné zapojenie váhy jednotlivých
detekovaných bodov, prípadne rozšírenie algoritmu o nové metódy detekcie. Určite by bolo
vhodné implementovať všetky vhodné výpočty paralelne pre zvýšenie výkonnosti.
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1 26 30 818 177 98.31
2 33 35 857 219 99.13
3 26 40 813 178 95.45
4 26 40 837 179 98.72
5 27 50 816 178 96.94
6 27 40 822 178 96.54
7 26 30 818 179 95.22
8 26 40 821 181 97.14
9 27 35 824 178 92.94
10 26 30 827 185 97.99
priemer 27 37 825.3 183.2 96.84
Tabuľka A.1: Testovanie stereomatching SAD vs. SURF, snímky 6-left0.jpg, 6-right.jpg








1 25 0 546 105 98.01
2 25 0 549 112 93.7
3 24 10 551 105 97.96
4 25 30 558 111 89.11
5 25 0 558 107 98.66
6 24 0 533 105 70.35
7 25 50 534 103 97.93
8 24 0 524 102 95.78
9 24 0 529 103 83.54
10 25 0 526 103 99.19
priemer 24.6 9 540.8 105.6 92.42
Tabuľka A.2: Testovanie stereomatching SAD vs. SURF, snímky 4-left2.jpg, 4-right.jpg
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1 24 0 1264 449 79.83
2 24 10 1258 443 0
3 24 20 1241 436 87.4
4 24 45 1249 445 0
5 24 0 1253 441 70.65
6 24 0 1234 435 74.99
7 24 10 1245 441 74.45
8 24 0 1249 440 94.6
9 24 0 1246 441 0
10 24 0 1252 442 80.83
priemer 24 9.5 1249.1 441.3 56.28




Priložené CD obsahuje binárne a zdrojové súbory aplikácie, základnú databázu snímiek a
referenčnú dokumentáciu.
Adresárová hierarchia:
• /bin - adresár s binárnymi súbormi, nachádza sa tu spustiteľná aplikácia a všetky
knižnice potrebné pre spustenie
• /documentation - adresár obsahujúci referenčú dokumentáciu generovanú nástrojom
Doxygen vo formáte pdf
• /image - adresár s databázou snímiek, umiestnené 2 podadresáre ./stereo a ./find pre
rozlíšenie snímiek na vyhľadávanie a stereomatching
• /src - adresár so zdrojovými súbormi, umiestnené sú tu zdrojové kódy aplikácie ako aj




Po spustení aplikácie má užívateľ možnosť vyhľadania objektov pomocou 2 algoritmov.
Pri zvolení vyhľadania cez SURF sa vyhľadanie vykonáva kliknutím na tlačítko Find
v spodnej časti okna. Tlačítkom Init sa snímky nastavia do svojej pôvodnej polohy. V menu
v položke Find picture set si užívateľ má možnosť zvoliť jednu z troch preddefinovaných sád
snímiek. Pri vyhľadávaní pomocou SAD je ovládanie totožné.
Pri stereomatchingu si užívateľ označí v hornom obrázku kliknutím objekt, ktorý chce
nájsť v obrázku spodnom. Inicializácia obrázkov sa opäť vykonáva tlačítkom Init. Pri al-
goritme SURF má užívateľ možnosť zobraziť si do obrázku body extrahované algoritmom
kliknutím na tlačítko Paint points. Pri SURF je ešte možnosť neporovnávania nájdeného ob-
jektu s referenčným. Táto črta sa aplikuje odškrtnutím políčka check found object. V menu
v položke Stereomatching picture set si užívateľ môže zmeniť dvojicu snímkiek.
V záložke Own pictures má užívateľ možnosť nahrať do aplikácie vlastnú sadu snímkov
a vyhľadať v nej zvolený objekt pomocou obidvoch algoritmov. Tlačítka find using SURF
a find using SAD zvolia za vyhľadávaný objekt celý obrázok. Kliknutím na istú časť spod-
ného obrázku sa vyhľadá objekt pomocou SAD a objekt bude určený obdĺžnikom. Rozmery
obdĺžnika má užívateľ možnosť meniť v pravej časti tejto záložky.




Obrázok D.1: Príklad neúspešného vyhľadania stereo objektu algoritmom SAD
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Obrázok D.2: Príklad úspešného vyhľadania stereo objektu algoritmom SURF
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Obrázok D.3: Príklad čiastočne úspešného vyhľadania stereo objektu algoritmom SAD
39
