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El sistema de control distribuido de versiones Git se ha
convertido en una herramienta esencial para manejar
proyectos de software. Uno de los motivos de la cre-
ciente popularidad de Git es el éxito de GitHub, una
plataforma Web de desarrollo colaborativo basada en
Git. GitHub ofrece toda la funcionalidad de Git e inte-
gra diversas herramientas de control de acceso, colabo-
ración, trazabilidad, gestión de tareas y control de pro-
yectos. Recientemente, educadores dentro y fuera del
mundo académico relacionado con la Informática han
comenzado a usar GitHub en sus cursos. Esta contribu-
ción presenta una experiencia docente desarrollada en
una asignatura relacionada con la ingeniería de softwa-
re en la que GitHub se ha utilizado como la herramien-
ta docente básica para el desarrollo de la parte práctica.
Esta contribución se centra en motivar esta experien-
cia, explicar su implementación, evaluar los beneficios
y riesgos potenciales que ha conllevado, e identificar
nuevos retos.
Abstract
The distributed control version system Git has beco-
me an essential tool to manage software projects. One
reason for the growing popularity of Git is the success
of GitHub, a Web platform for collaborative develop-
ment based on Git. GitHub offers all the functionality
of Git and integrates various tools for access control,
collaboration, tracking, task management and project
management. Recently, educators inside and outside of
the field of computer science have begun using GitHub
in their courses. This contribution presents a teaching
experience developed in a course related to software
engineering where GitHub has been used as the basic
platform for managing the assignments. This contribu-
tion focuses on motivating this experience, explaining
its implementation, discussing the benefits and poten-
tial risks involved, and identify new challenges.
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1. Motivación
Los sistemas de control de versiones (SCV) son una
herramienta esencial para manejar proyectos de soft-
ware. Desde hace algunos años los SCV se han intro-
ducido en la enseñanza como herramienta docente. De
hecho, cada vez es más fácil encontrase con trabajos
que analizan su uso en ese contexto [2, 3, 8, 10, 11, 12,
13, 16].
Los SCV son herramientas de uso habitual en el
desarrollo profesional de software desde hace décadas.
Proporcionan una serie de funcionalidades claves para
el desarrollo de proyectos como es el control de cam-
bios en el código, la reversibilidad de dichos cambios,
y la posibilidad de colaborar en el desarrollo del códi-
go. Además, los SCV permiten tener en paralelo varias
versiones o ramas del proyecto. Las ramas se utilizan
para desarrollar funcionalidades aisladas de los cam-
bios en otras partes del proyecto que posteriormente
pueden integrarse en la rama principal. Los SCV se
pueden clasificar en dos grandes familias: SCV centra-
lizados y SCV distribuidos. Los SCV centralizados co-
mo CVS1 y Subversion2 son sistemas cliente-servidor
donde hay un repositorio canónico en el servidor que
contiene toda la información de los cambios mientras
que los clientes solo tienen copias de trabajo. En un
sistema distribuido como Mercurial3 y Git4 no existe
el concepto de repositorio canónico por lo que cada
cliente ha de tener una copia completa del repositorio.
Desde 2010, la tendencia es utilizar cada vez más SCV
distribuidos, en particular Git [15].
Los SCV se están incorporando a la enseñanza por
diferentes motivos: ayudar a desarrollar la competen-
cia de trabajo en equipo [13], facilitar la retroalimen-
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desarrollo realistas [8] e, incluso, poder utilizarse co-
mo herramienta de monitorización [12]. Su uso no está
exento de retos. Los alumnos pueden utilizarlo como
un sistema de entrega más, sin aprovechar su funciona-
lidad [3], o usarlo de forma ineficiente [9]. Desde una
perspectiva académica existe el riesgo de un aumento
de las tareas de gestión docente [16] o que la curva de
aprendizaje sea tan elevada que afecte al normal desa-
rrollo del curso [14].
Esta contribución presenta la experiencia docente
desarrollada en la asignatura Ingeniería Web5 del itine-
rario de Ingeniería de Software del grado de Ingeniería
Informática de la Universidad de Zaragoza durante el
año 2014. En esta asignatura y para el desarrollo de
la parte práctica, en lugar de utilizar directamente Git
desde la línea de comandos se ha utilizado la plata-
forma y las herramientas de escritorio proporcionadas
por GitHub6 para afrontar los retos y riesgos anteriore-
mente mencionados. GitHub es un servicio comercial
de alojamiento en la Web de repositorios remotos Git.
Está considerado como la plataforma de alojamiento
de repositorios remotos más popular. A principios de
2014 el número de usuarios de GitHub se estimaba
en más de 3,4 millones y el número de repositorios
en 16,7 millones [20]. En abril de 2015, el número de
usuarios es más de 9,4 millones y el número de reposi-
torios alcanza los 22,4 millones [6]. Esta contribución
se centra en motivar esta experiencia, explicar cómo se
ha usado esta herramienta durante el curso, y evaluar
beneficios, riesgos y retos.
2. Git y GitHub
2.1. Git
Git es un SCV distribuido diseñado para la gestión
eficiente de flujos de trabajo distribuido no lineales.
Git fue diseñado y desarrollado inicialmente por Li-
nus Torvalds en 2005 para el desarrollo del kernel de
Linux [1]. La licencia de Git es libre7 y hay distribu-
ciones oficiales8 para los sistemas operativos Mac OS
X, Windows, Linux y Solaris. La distribución de Git
incluye herramientas de línea de comando y de escrito-
rio. Además, hay disponibles herramientas proporcio-
nadas por terceros que permiten una mayor integración
con el escritorio9 o con entornos de desarrollo10.
La experiencia de Linus Torvalds en la gestión de
la integración de las diferentes aportaciones en un pro-






























Figura 1: Principales comandos de Git
determinó las siguientes decisiones de implementa-
ción:
• Versiones no incrementales. Git almacena cada
cambio como una instantánea de todos los archi-
vos del proyecto. Para ser eficiente, si el archivo
no ha sido modificado, sólo se almacena un enlace
al archivo idéntico previamente almacenado. Los
SCV anteriores a Git habitualmente almacenaban
solo una versión base y las modificaciones hechas
en cada cambio por archivo.
• Autenticación criptográfica de la historia. El
identificador de un cambio se computa utilizando
un algoritmo criptográfico que utiliza como entra-
da el cambio y la historia completa de cambios.
Esto permite que cualquier cambio de la informa-
ción durante la transmisión o en sistema de archi-
vos sea detectado por Git.
• Trabajo fuera de línea. Por ser un sistema distri-
buido, cada repositorio de Git es un repositorio
completo capaz de funcionar sin acceso a la red o
al resto de los repositorios distribuidos gracias a
que contiene una copia local de la historia com-
pleta del desarrollo del proyecto. Los cambios en
la historia pueden copiarse de un repositorio a
otro como nuevas ramas de desarrollo y se pue-
den copiar de la misma manera que una rama de
desarrollo local.
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A continuación vamos a describir los principales co-
mandos de Git (ver Figura 1). Para crear un repositorio
local basta con ejecutar git init en un directorio.
El repositorio creado tiene tres partes diferenciadas. El
directorio es lo que se llama directorio o espacio de
trabajo, y dentro de la carpeta .git que ha sido crea-
da por el comando se encuentra el área de prepara-
ción, que actúa como una zona intermedia, y el histo-
rial de cambios. El repositorio local también se pue-
de crear haciendo una copia de otro repositorio local o
remoto mediante el comando git clone. Los fiche-
ros del directorio de trabajo cuyos cambios se quieren
controlar se registran con el comando git add. Pa-
ra confirmar estos cambios se ejecuta git commit.
Git permite el uso de ramas (branches). Por defecto
se trabaja en la rama denominada master. El coman-
do git branch permite crear y destruir ramas. Para
cambiar de rama en el directorio de trabajo se utiliza
el comando git checkout. Si se desean enviar los
cambios a un repositorio remoto se utiliza el comando
git push indicando la rama cuyos cambios se quie-
ren enviar. Previamente los repositorios remotos se han
configurado utilizando el comando git remote. Pa-
ra actualizar el repositorio con los cambios de un repo-
sitorio local se utiliza el comando git pull. Este
comando es esencialmente un encadenamiento de dos
comandos: git fetch y git merge. El primero
obtiene los cambios de una rama remota. El segundo
fusiona si es posible estos cambios con una rama local.
El comando git pull es un ejemplo de la orienta-
ción a caja de herramientas que caracteriza el diseño
de Git. Git está implementado como un conjunto de
programas y scripts de shell que son fácilmente enca-
denables para formar nuevos comandos. Además, Git
cuenta con mecanismos para lanzar scripts de usuario
cuando suceden ciertos eventos en el flujo de trabajo
denominados puntos de enganche (hooks).
Según [19], si en 2011 más de la mitad de los pro-
gramadores encuestados utilizaban como herramienta
principal el SCV centralizado Subversion (51,3 %) y
solo un 12,8 % utilizaba Git, hoy casi la mitad de los
programadores usan Git o GitHub (41,9 %) seguido de
un 30,7 % que siguen usando Subversion.
Este cambio ha afectado también al perfil profesio-
nal demandado por los empleadores. Por ejemplo, en
el portal ITJobsWatch11 especializado en analizar las
ofertas laborales en el Reino Unido se observa que ser
competente en Git es mucho más demandado que ser
competente en Subversion (23,3 % versus 16,1 % en
enero de 2015). No solo eso, la demanda de personal
técnico competente en Git está superando los máximos
históricos de Subversion (20,0 % en marzo de 2012).
11http://www.itjobswatch.co.uk/
2.2. GitHub
GitHub es un servicio comercial de alojamiento de
repositorios Git remotos creado en el año 2008. Git-
Hub proporciona una interfaz Web que permite al usua-
rio registrado crear repositorios vacíos o por clonación
de otro repositorio hospedado en GitHub (fork en la
terminología de GitHub), enviar solicitudes de cam-
bio entre repositorios hospedados (pull request en la
terminología de GitHub), y gestionar dichas solicitu-
des. Además, los repositorios hospedados en GitHub
pueden actuar como repositorios remotos de reposito-
rios locales. Los repositorios que se crean en GitHub
son por defecto de acceso público. Solo mediante una
cuenta de pago o si cumplen ciertas condiciones es po-
sible alojar repositorios privados. Cada repositorio de
GitHub es propiedad de una cuenta de usuario o de or-
ganización. Las modificaciones a un repositorio alo-
jado en GitHub solo se pueden realizar por usuarios
que han iniciado sesión y que estén autorizados a mo-
dificar su contenido, o a aquellos autorizados que han
configurado un repositorio local de Git para que con
las credenciales proporcionadas por GitHub pueda co-
nectarse a dicho repositorio.
Además del alojamiento, GitHub proporciona a cada
repositorio una wiki, un gestor de tareas (issues), un
completo sistema de gestión de comentarios, un cuadro
de control con grafos sociales e, incluso, una página
web propia. Finalmente, todo este contenido puede ser
accedido y manipulado mediante un API Web12.
El éxito de GitHub señalado en la motivación de este
trabajo ha atraído la atención de los investigadores. Por
ejemplo, [4] ha analizado las dinámicas de trabajo en
los proyectos de código abierto en un entorno tan trans-
parente detectando mejoras en el compromiso, calidad
del trabajo y reconocimiento personal de las personas
involucradas.
Si nos centramos en el campo educativo, hay que
destacar que GitHub ha creado cuentas de usuario es-
peciales para profesores, estudiantes y centros educa-
tivos13. El Cuadro 1 nos muestra ejemplos de cursos
con repositorios públicos en GitHub. Se estima que
en 2014 había más 1200 cursos y 70.000 estudiantes
utilizando este tipo de cuentas [17]. Por ello no es de
extrañar el creciente interés en analizar su uso como
herramienta educativa tanto para impartir contenidos
informáticos [7, 22] como no informáticos [18].
Hay que hacer notar que GitHub no es un proyec-
to de código abierto. Sin embargo, existen actualmen-
te soluciones de software abierto como Gitorious14 y
GitLab15 que permiten instalar en servidores propios
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Cuadro 1: Ejemplo de uso de repositorios públicos de GitHub en la docencia
herramientas similares a las que ofrece GitHub.
3. GitHub aplicado a la docencia
Ingeniería Web es una asignatura de 6 créditos
ECTS del cuarto curso del grado de Ingeniería Infor-
mática de la Universidad de Zaragoza. La asignatura
es parte del itinerario de Ingeniería del Software. A lo
largo de la asignatura el alumno debe desarrollar en
solitario o en grupo varios sistemas Web orientados a
servicios, desarrollando así competencias relacionadas
con el desarrollo Web. Ingeniería Web es una asignatu-
ra de evaluación continua en la que el trabajo práctico
pondera un 80 % en la nota final.
A continuación describimos herramientas y funcio-
nalidades de GitHub utilizadas en este curso distin-
guiendo entre las derivadas de Git y las exclusivas de
GitHub. Las herramientas y funcionalidades se presen-
tan agrupadas bajo tres criterios. El primero atiende a
su uso por parte del alumno en su aprendizaje. El se-
gundo se fija en su papel como soporte del curso. Fi-
nalmente, el tercero denominado facilitadores describe
aspectos relacionados con tecnologías, licencias y pre-
cios que han facilitado el diseño curso.
3.1. Aprendizaje del alumno
Dentro de esta categoría incluimos las herramientas
y funcionalidades relacionadas con actividades de co-
municación, productividad y participación de los alum-
nos. Las derivadas de Git son:
• Diario de actividades. El histórico de cambios de
un repositorio hospedado en GitHub es accesible
vía Web, pudiendo accederse a todos los cambios
que se han producido con indicación de quién
lo ha cambiado, cuándo se ha cambiado, qué ha
cambiado y el origen del cambio (otro repositorio
o vía un editor Web proporcionado por GitHub).
Toda la información presentada es navegable.
• Trabajo fuera de línea. Implícito por soportar Git
pero restringido a los recursos gestionados en los
repositorios por Git. No hay soporte fuera de lí-
nea a las herramientas de trabajo colaborativo de
GitHub.
• Trabajo en grupo. El uso de Git y GitHub per-
mite implementar diferentes flujos de trabajo en
entornos educativos [21]. En esta asignatura se ha
organizado según se describe en la Figura 2.
La relevancia del trabajo en grupo en esta asignatu-
ra hace que merezca la pena detallar su implementa-
ción. Primero hay que preparar los repositorios remo-
tos compartidos de los grupos y los repositorios remo-
tos y locales de los alumnos. GitHub actúa como la
máquina remota donde se crean los repositorios remo-
tos compartidos. A continuación, cada alumno clona
en GitHub el repositorio remoto compartido de su gru-
po para crear su repositorio remoto. El siguiente paso
es la creación por parte de cada alumno de un clon local
de su repositorio remoto utilizando Git. Al repositorio
local se le añade como remoto el repositorio remoto del
grupo. El repositorio remoto del alumno se referencia
localmente en Git como origin y el del grupo como
upstream. Una vez que está preparada toda la infraes-
tructura, el flujo de trabajo esperado de cada alumno
sigue los siguientes pasos: integrar los cambios del re-
positorio del grupo en su repositorio local (git pull
--rebase upstream), realizar los cambios perti-
nentes, enviar dichos cambios a su repositorio indivi-
dual remoto (git push --force origin) y, fi-
nalmente, solicitar vía un pull request que los cambios
de su repositorio remoto se integren en el repositorio
remoto del grupo. Dentro del grupo hay un alumno con
el rol gestión del repositorio remoto. Este alumno es el
que decide si se integra el cambio o no en el repositorio
del grupo.
La única herramienta de GitHub que puede ser con-
siderada de aprendizaje no asociada con Git y de la
cual se tiene constancia de su uso por parte de los alum-
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Figura 2: Flujo de trabajo en grupo utilizando Git-
Hub/Git
nos son los micro foros de discusión. Los alumnos que
han iniciado sesión en GitHub pueden añadir vía Web
comentarios a cualquier cambio y a los issues asocia-
dos a un repositorio público. También permite al pro-
pietario del repositorio (por ejemplo, un profesor) mo-
derar dichos comentarios. Esta herramienta se ha utili-
zado principalmente en la interacción profesor-alumno
durante las entregas. Otras herramientas como el po-
tente motor de búsqueda facetado que puede restringir
la búsqueda a usuarios, repositorios, rutas, lenguajes
de programación, asuntos, y fechas de creación y mez-
cla, puede haber sido utilizado por los alumnos pero no
existe forma de cuantificar su uso.
3.2. Soporte del curso
Dentro de esta categoría incluimos las herramientas
y funcionalidades relacionadas con actividades el so-
porte del curso, incluyendo aspectos administrativos,
de desarrollo del contenido y de realización del curso.
Las derivadas de Git son:
• Integridad. Tal como se ha comentado en una
sección anterior, Git incorpora una autenticación
criptográfica del historial de cambios de un repo-
sitorio. Esta característica implica que un alumno
no puede modificar un cambio integrado en la his-
toria del repositorio para añadir o borrar un fiche-
ro o alterar su contenido. En consecuencia, el his-
tórico de cambios es una imagen fiel de la activi-
dad del alumno o del grupo.
• Compartir material de prácticas. El material de
prácticas del curso así como todo el código que
necesitan los alumnos está almacenado en repo-
sitorios públicos. Se ha enfatizado a los alumnos
que deben clonar el material de prácticas. De es-
ta manera, ya sea por nuevo material disponible o
para corregir errores detectados, pueden aprove-
char Git para incorporar los cambios.
Las herramientas y funcionalidades exclusivas que
ofrece GitHub son:
• Transparencia. [4] señala que la disponibilidad
en GitHub de pistas visibles como el volumen
de actividad, la actividad a lo largo del tiempo,
la relevancia del flujo de cambios, y la informa-
ción detallada son herramientas útiles para resol-
ver problemas de coordinación y comunicación.
Aplicada a la gestión del curso, la transparencia
ha resuelto problemas de coordinación y comuni-
cación entre los profesores y los alumnos, y entre
los alumnos entre sí.
• Publicación de contenido. GitHub genera auto-
máticamente un sumario en HTML del contenido
del repositorio o de una carpeta si existe un fiche-
ro denominado README o README.md (.md es
la extensión que corresponde al lenguaje de mar-
cado ligero Markdown16).
• Edición en línea de contenido. GitHub permite
editar contenido vía un editor Web. Según el ti-
po de extensión, por ejemplo .md, permite su pre
visualización.
• Seguimiento de los alumnos. Es posible acceder
a diferentes visiones de la actividad de los alum-
nos durante el curso en forma de diferentes tipos
de informes (ver Figura 3): informes globales de
actividad, seguimiento del trabajo en equipo, in-
formes comparativos de actividad e informes in-
dividuales de actividad.
• Plataforma de entrega con realimentación. La
combinación del uso de pull requests como he-
rramienta de entrega junto con los micro foros
de discusión permiten controlar la entrega y re-
alimentar al alumno con el resultado. Este proce-
dimiento es uno de los recomendados por GitHub
cuando se utiliza como plataforma de entrega en
la docencia17.
3.3. Facilitadores
Dentro de esta categoría incluimos aquellas caracte-
rísticas de GitHub relacionadas con tecnologías, licen-
cias y precios que han facilitado el diseño del curso.
Tres facilitadores están directamente derivados de Git:
• Multiplataforma. Existen distribuciones oficiales
para los sistemas operativos Mac OS X, Win-
dows, Linux y Solaris. Los tres primeros cubren
la totalidad de los sistemas operativos utilizados
por los alumnos. La distribución de Git incluye
herramientas de línea de comando y de escritorio.
• Clientes pesados (de Git). Hay disponibles clien-
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(a) Punch card: Comportamiento al notificar la entrega de
las prácticas obligatorias
(b) Punch card: Comportamiento al integrar cambios du-
rante del proyecto final
(c) Public contributions: Sumario gráfico con datos
cuantitativos/cualitativos de actividad enlazados
(d) Network: Seguimiento e interacción dentro de los equipos
Figura 3: Informes proporcionados por la plataforma GitHub
mayor integración con el escritorio o con entor-
nos de desarrollo. Esto simplifica el uso de Git
por parte de los alumnos.
• Código abierto. Aun cuando la plataforma Git-
Hub es comercial, la herramienta que se utiliza
en el lado del cliente es Git, cuya licencia es libre
y da acceso al código. Es decir, no hay un coste
oculto por instalar Git en los equipos que van a
usar los alumnos.
Otros tres facilitadores son exclusivos de GitHub:
• Clientes pesados (de GitHub). GitHub propor-
ciona clientes pesados multiplataforma. Además,
muchos entornos de desarrollo incluyen extensio-
nes que además de trabajar con Git pueden inter-
actuar con GitHub mediante su API. Los alum-
nos han trabajado habitualmente a través de estos
clientes pesados.
• Interfaz Web. La interfaz Web de GitHub es de
fácil uso y reduce el coste del aprendizaje de Git.
Los alumnos no han manifestado incomodidad al
usarlo.
• Coste del servicio. Se han utilizado cuentas públi-
cas gratuitas. Aun cuando para estudiantes existe
la posibilidad de solicitar cuentas especiales, estas
no han sido necesarias.
4. Discusión
GitHub, tal como se ha utilizado en esta asigna-
tura, presenta beneficios tanto para el aprendizaje de
los alumnos como para la gestión de la asignatura.
El alumno puede adquirir una serie de competencias
profesionales transversales relacionadas con la capaci-
dad para usar herramientas de la Ingeniería Informá-
tica (uso continuado de un SCV) y con el trabajo en
grupo (coordinación de trabajo distribuido). Queda en
segundo plano, ya que no es un objetivo principal de
la asignatura, el desarrollo competencias relacionadas
con la aplicación de los principios y metodologías de la
Ingeniería de Software, en particular la gestión del pro-
yecto utilizando las herramientas proporcionadas por
GitHub. Un beneficio indirecto y a más largo plazo es
el uso de una herramienta que servirá al alumno para
comunicar a terceros sus habilidades y destrezas profe-
sionales ya que la cuenta de GitHub puede convertirse
en su portafolio profesional. Desde el punto de vista
del soporte del curso, GitHub ha permitido distribuir
el contenido de prácticas con los alumnos de una for-
ma más cercana a los usos y costumbres asociados al
tópico de la asignatura (Ingeniería Web). El flujo de
trabajo y entrega así como los diferentes informes que
proporciona la plataforma han permitido hacer un se-
guimiento de las actividades de los alumnos. Además,
cuando se ha detectado que era necesario, las herra-
mientas de comunicación disponibles se han utilizado
para señalar y corregir problemas potenciales relacio-
Actas de las XXI Jornadas de la Enseñanza 
Universitaria de la Informática 
Andorra La Vella, del 8 al 10 de julio 2015 
ISBN: 978-99920-70-10-9 
71
nados con el desempeño de los alumnos.
No obstante, el uso de GitHub en la docencia no está
exento de riesgos. Las costumbres adquiridas por los
alumnos son difíciles de cambiar por lo que compe-
tencias anteriormente identificadas pueden no ser ad-
quiridas. Por ejemplo, no todos los alumnos han uti-
lizado GitHub como la herramienta de coordinación
del trabajo distribuido. Algunos han seguido utilizan-
do servicios como Dropbox para coordinar su trabajo
y, una vez finalizado, han utilizado GitHub solo como
plataforma de entrega. Otro riesgo asociado al uso de
GitHub es la dependencia de una plataforma comer-
cial. Este riesgo se mitiga en parte por la disponibili-
dad de plataformas de código abierto como Gitorious y
GitLab que podrían ser instaladas en equipos docentes.
Finalmente, un tercer riesgo que el lector puede perci-
bir es la posibilidad de plagio al trabajar con reposi-
torios públicos en tareas evaluables. En nuestro caso
concreto no es un problema tal como se plantearon las
prácticas. Los proyectos evaluables tenían característi-
cas notablemente diferenciadas por lo que un mero pla-
gio no era una estrategia viable por parte de los alum-
nos. En cualquier caso, se puede plantear la integración
herramientas que detecten plagios en el código, como
Moss18, mediante la creación de scripts que se ejecuta-
rían asociados a operaciones de Git vía hooks.
5. Conclusiones
La plataforma GitHub (u otra similar) aplicada a la
docencia no debe ser considerada como un mero servi-
cio de alojamiento de repositorios de Git en la Web con
funcionalidades extra. En la experiencia docente des-
crita en este trabajo hemos comenzado a vislumbrar su
potencial papel como herramienta de aprendizaje y de
gestión de la enseñanza. Es necesario profundizar en el
análisis de esta plataforma como herramienta docente
para dimensionar adecuadamente su papel. Futuras in-
vestigaciones deben abordar aspectos cuantitativos y
cualitativos relacionados, por ejemplo, con la satisfac-
ción de alumnos y profesores, los resultados académi-
cos, y la evolución de la carga docente.
En cualquier caso, la aparición de plataformas co-
mo GitHub plantea nuevos retos a la docencia como,
por ejemplo, su integración con las plataformas educa-
tivas existentes, el desarrollo de herramientas de apoyo
orientadas a la gestión educativa, la gestión de nuevos
retos relacionados con la propiedad intelectual y la éti-
ca profesional, y el desarrollo de buenas prácticas para
un correcto aprovechamiento de esta nueva generación
de herramientas de docencia.
18http://theory.stanford.edu/~aiken/moss/
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