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ABSTRACT 
Context: The Unified Modeling Language (UML), with its 14 
different diagram types, is the de-facto standard tool for object-
oriented modeling and documentation. Since the various UML 
diagrams describe different aspects of one, and only one, software 
under development, they are not independent but strongly depend 
on each other in many ways. In other words, the UML diagrams 
describing a software must be consistent. Inconsistencies between 
these diagrams may be a source of the considerable increase of 
faults in software systems. It is therefore paramount that these 
inconsistencies be detected, analyzed and hopefully fixed. 
Objective: The aim of this article is to deliver a comprehensive 
summary of UML consistency rules as they are described in the 
literature to date to obtain an extensive and detailed overview of 
the current research in this area. 
Method: We performed a Systematic Mapping Study by 
following well-known guidelines. We selected 94 primary studies 
from a search with seven search engines performed in December 
2012. 
Results: Different results are worth mentioning. First it appears 
that researchers tend to discuss very similar consistency rules, 
over and over again. Most rules are horizontal (98.07%) and 
syntactic (88.03%). The most used diagrams are the class diagram 
(71.28%), the state machine diagram (42.55%) and the sequence 
diagram (47.87%). 
Conclusion: The fact that many rules are duplicated in primary 
studies confirms the need for a well accepted list of consistency 
rules. This paper is a first step in this direction. Results indicate 
that much more work is needed to develop consistency rules for 
all 14 UML diagrams, in all dimensions of consistency (e.g., 
semantic and syntactic on the one hand, horizontal, vertical and 
evolution on the other hand). 
Categories and Subject Descriptors 
D.2.4 [Software Engineering]: Software/Program Verification - 
Model checking 
I.6.5 [Computing Methodologies]: Model Development 
General Terms 
Documentation, Languages, Verification. 
Keywords 
Unified Modeling Language (UML), UML consistency rules, 
Systematic Mapping Study. 
1. INTRODUCTION 
The Model Driven Architecture (MDA) [1] promotes a set of 
transformations between successive models from requirements to 
analysis, to design, to implementation, and to deployment [2]. 
Recent years have seen a lot of attention into MDA in academia 
and industry [3-5], which resulted in models gaining even more 
importance in software development. The Unified Modeling 
Language (UML) [6] is the Object Management Group (OMG) 
most-used specification and the de-facto standard tool for object-
oriented modeling and documentation [7-13]. It is the privileged 
modeling tool to implement the MDA. The architecture of the 
UML is based on a four-layer meta-model structure, and it 
provides 14 diagram types [6] for describing a system from 
different perspectives (e.g., structure, behavior) or abstraction 
levels (e.g., analysis, design), which helps deal with complex 
systems, distribute responsibilities among stakeholders, among 
other benefits. Since the various UML diagrams describe different 
aspects of one, and only one, software under development, they 
are not independent but strongly depend on each other in many 
ways. In other words, the UML diagrams describing a software 
must be consistent. As UML is not a formal notation, 
inconsistencies may arise in the design specification of a complex 
system (i.e., between the UML diagrams of that specification) 
when such specification requires multiple diagrams to describe 
different perspectives of the software [14]. When UML diagrams 
portray contradicting or conflicting meaning, the diagrams are 
said to be inconsistent [15]. Inconsistencies between different 
diagrams/views of a model may be a source of the considerable 
increase of faults in software systems [16, 17]. It is therefore 
paramount that these inconsistencies be detected, analyzed and 
hopefully fixed [18].  
Even though many researchers have proposed, explicitly or not, 
rules to prevent or detect different types of inconsistencies, no 
well-accepted, as complete as possible set of consistency rules has 
so far been described and published. Although the UML standard 
itself contains some consistency rules, often referred to as well-
formedness rules, the standard does not offer a complete list since 
for instance some consistency rules may be specific to the way 
the UML notation is used. This lack of well-accepted list of rules 
forces researchers to systematically define the consistency rules 
they rely on for their research [14]. Although this is good 
practice, this results, as confirmed by some of our results, in 
researchers describing similar or even identical consistency rules, 
over and over again. Our overall objective is to identify a set, as 
complete as possible, of well-accepted consistency rules for UML 
diagrams. In other words, the main research question that is 
guiding our work is the following: What is the current state of the 
art in terms of UML consistency rules? To achieve this goal, we 
need a systematic, as objective as possible identification of the 
rules which have been applied, or have been described, to ensure 
consistency between UML diagrams. Hence, the aim of this 
article is to deliver a comprehensive summary of the existing 
UML consistency rules (to the best of our knowledge) to obtain 
an extensive and detailed overview of the current research in this 
area.  
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To achieve this goal, we performed a Systematic Mapping Study 
(SMS) [19] as this is a research method that provides an objective 
procedure for identifying the quantity of existing research related 
to a research question. Performing a SMS has several benefits 
[20]: it gives a starting point for PhD students and in the longer 
term, it provides a body of knowledge to the next generation of 
researchers. To carrying out the SMS detailed in this paper we 
followed the guidelines of Kitchenham and Charters [21].  
This paper is structured as follows. In section 2 we provide a brief 
discussion on related work. This is followed by a description of 
the SMS protocol we followed [21]: the SMS planning (section 
3), the SMS execution (section 4), and the results (section 5). A 
preliminary discussion with the main findings, and the limitations 
and threats to validity is provided in section 6. Finally, section 7 
draws the conclusions and provides directions for future works.  
2. RELATED WORK 
As we have mentioned before, there are a lot of works on the 
consistency of UML diagrams. In the run-up to this SMS, we 
searched for surveys, literature reviews, mapping studies, or 
similar work on the topic of UML consistency. We only found six 
such publications, which we discuss in this section. It is important 
to note, as summarized later in this section that none of them 
answered our main research question (section 1).  
To the best of our knowledge, the closest piece of work to our 
problem is a review on UML consistency management [3]. It is 
different from our SMS in several ways. The first important 
difference is the research protocol used during the review: they 
presented a Systematic Literature Review (SLR) while we present 
a SMS. The second main difference is the purpose: They focused 
only on the management of UML (in) consistencies, i.e., they 
focused on techniques to identify and fix inconsistencies, without 
discussing in details which inconsistencies had to be identified 
and fixed. In contrast our SMS focuses on those inconsistencies 
that need to be identified and fixed. A direct consequence of this 
difference is that we reviewed a broader number of papers about 
UML consistency (94 primary studies instead of 43), that 
approximately half of their primary studies are not primary 
studies in our SMS (only 24 of their primary studies are also 
primary studies in our SMS), and that our research overlaps (three 
of their six research questions are updated in our SMS, the other 
three being irrelevant in our context). Moreover the search 
periods are different: they cover the [2001-2007] period while we 
cover papers in the [2000-2012] period. 
Another work about UML consistency presents a survey of 
consistency checking techniques for UML models [5]. The 
authors argue that formalizing UML models is preferable to verify 
consistency because this helps removing ambiguities and 
enforcing consistency. They briefly reviewed 17 articles, which 
represent less than a quarter of the number of primary studies in 
our SMS (94): only ten primary studies are common. During this 
survey the authors did not follow any SLR or SMS protocol, and 
they simply provided an initial summary of their findings about 
UML consistency checking techniques (not consistency rules).  
Spanoudakis and Zisman [18] presented a survey on the problem 
of managing inconsistencies in software models, not specifically 
UML ones. The authors presented a conceptual framework that 
views inconsistency management as a process which incorporates 
activities for detecting overlaps and inconsistencies between 
software models, diagnosing and handling inconsistencies, 
tracking the information generated along the way, and specifying 
and monitoring the exact way of carrying out each of these 
activities. They then surveyed all the research works published 
prior to 2001 that address one or more of the aspects of their 
conceptual framework/process. It is worth noting that the process 
they carried out did not follow a SLR or SMS protocol.  
Another piece of work [22] showed a rule based method for 
consistency checking in UML models supported by a software 
prototype for the MagicDraw UML CASE tool. The authors 
presented 50 UML consistency rules involving one or more UML 
diagrams. They obtained those rules by reviewing eight articles, 
seven of which are also considered in our SMS. Their brief review 
did not follow a systematic protocol (SLR or SMS): no clear 
process to obtain the papers, no clear process to include or 
exclude such documents. After conducting our SMS we compared 
the list of primary studies between their work and our work and 
identified the missing paper (the one of the eight). We confirmed 
our search could not find it. We nevertheless read the paper and 
identified it was describing only one consistency rule and that this 
rule was about the consistency between requirements and classes. 
Since we already had such a rule in our list (between use case 
descriptions and classes) we stopped investigating this paper. 
Ahmad and Nadeem [7] presented a survey focusing only on 
Description Logic (DL) based consistency checking approaches. 
As one result of their research, they said that only class diagram, 
sequence diagram and state diagram inconsistencies were covered 
in the surveyed papers and a few common types of 
inconsistencies were discussed. They briefly described the 
background of the DL formalism and they reviewed three articles, 
which are also reviewed in our SMS. Their survey did not follow 
any SLR or SMS protocol.  
Finally Genero et al conducted a SMS about the quality of UML 
diagrams [4]. Since they were interested in UML diagram quality 
in general they did not focus on UML consistency and even less 
so on UML consistency rules. They nevertheless discuss UML 
consistency and write that semantic consistency is by far the 
semantic quality subtype that has been researched most (42% of 
their primary studies). They mention that 70.27% of the papers 
that research semantic quality focused on consistency issues. 
Moreover they mention that the majority of methods attempt to 
improve semantic quality do improve the consistency of UML 
diagrams. In addition, most of the rules, modeling conventions, 
guidelines and checklists related to semantic quality that they 
discuss were especially related to consistency problems. This 
confirms that identifying inconsistencies between UML diagrams 
is a very important activity in improving UML model quality.  
To summarize, our search for answers to our main research 
question failed, which confirmed the need for a SMS about UML 
consistency rules. It is also important to note that published works 
that relate to our SMS are in general more informal literature 
surveys or comparisons with no defined research questions, no 
search process, no defined data extraction or data analysis 
process. Instead, our SMS follows a strict, well-known protocol. 
3. SMS PLANNING 
In this section we present the main components of the protocol 
required to carry out a SMS [21]. 
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3.1 Research Questions 
The underlying motivation for the research questions was to 
determine the current state of the art about UML consistency rules 
and this guided the design of the review process. In order to 
identify the current state of the art on UML consistency rules, we 
considered seven research questions (RQs): Table 1. 
Table 1. Research questions 
Research questions Main motivation 
RQ1: What are the 
UML versions used by 
researchers in the 
approaches found? 
To discover what UML versions are used in the 
approaches that handle the UML consistency. 
RQ2: Which types of 
UML diagrams have 
been tackled in each 
approach found? 
To discover the UML diagrams that research 
has focused upon, to reveal the UML diagrams 
that are considered more important than others, 
as well as to identify opportunities for further 
research. 
RQ3: What are the 
UML consistency rules 
to check? 
To find the UML consistency rules to check and 
to assess the state of the field.  
RQ4: Which types of 
consistency problems 
have been tackled in the 
rules found? 
To find the types of consistency problems 
tackled in the rules. The data found are 
categorized into three consistency dimensions 
split into three sub-dimensions: 1) horizontal, 
vertical and evolution consistency; 2) syntactic 
and semantic consistency; 3) observation and 
invocation consistency. 
RQ5: Which research 
methods are used in 
research on UML model 
consistency? 
To determine if the field is generally more 
applied or more basic research as well as to 
identify opportunities for future research. The 
papers found were categorized into six types: 
evaluation research, validation research 
proposal of solution, philosophical papers, 
opinion papers and personal experience papers. 
RQ6: Is the approach 
presented automatic, 
manual or semi-
automatic? 
To discover how the approaches to check the 
UML consistency are implemented, in other 
word if their check system is presented with an 
automatic, manual or semi-automatic way. 
RQ7: How the UML 
consistency rules are 
specified? How the 
UML consistency rules 
are checked? 
To discover how the consistency rules to check 
the consistency of the UML diagrams are 
specified (e.g., Plain English, OCL, Promela) 
and to discover with which tools those 
consistency rules are checked (e.g., SPIN, OCL-
Checker) 
3.2 Search strategy 
Conducting a search for primary studies requires the identification 
of search strings (SS), and the specification of the parts of 
primary studies (papers) in which the search strings are looked for 
(the search fields). To identify our search strings, we followed the 
procedure of Brereton et al [23]: 
1. Define the major terms; 
2. Identify alternative spellings, synonyms or related terms for 
major terms; 
3. Check the keywords in any relevant papers were already 
available; 
4. Use the Boolean OR to incorporate alternative spellings, 
synonyms or related terms; 
5. Use the Boolean AND to link the major terms. 
The major search terms were “UML” and “Consistency” and the 
alternative spellings, synonymous or terms related to the major 
terms are presented in Table 2. 
Table 2. Search string 
Major Terms  Alternative terms 
UML (uml OR unified modeling language OR 
unified modelling language) 
Consistency (consistency OR inconsistency) 
In the selection of the SS, we considered various alternatives. For 
example the SS used in the SLR on consistency management [3] 
was discarded due to the fact that it might not strictly focus on 
UML consistency rules: we are much more interested in 
collecting rules than in identifying consistency management 
issues and solutions. Other SSs were experimented with, but due 
to space limits, we cannot discuss below all those alternative 
search strings. In the set of alternative SSs, we selected the 
following one as it allowed us to retrieve the largest number of 
useful papers, i.e., the largest number of papers focusing on UML 
consistency:  
((uml OR unified modeling language OR unified modelling 
language) AND (consistency OR inconsistency)) 
The search was limited to electronic papers and considered only 
peer-reviewed journals, international conferences and workshops 
in only the English language. We did not establish any restriction 
on publication years until 2012. We used the above mentioned SS 
with the following seven search engines: IEEE Digital Library, 
Science Direct, ACM Digital Library, Scopus, search field: 
Springer Link, search field: title, Google Scholar, and WILEY. 
The searches were limited to the following search fields: title, 
keywords and abstract. 
3.3 Selection procedure and inclusion and 
exclusion criteria 
In this section we discuss the inclusion and exclusion criteria we 
used. We then discuss the process we followed to include a 
primary studies in this SMS. The inclusion criteria were:  
 Electronic Papers (EPs) focusing on UML diagrams 
consistency which contained at least one UML consistency 
rule; 
 EPs written in English; 
 EPs published in peer-reviewed journals, international 
conferences and workshops; 
 EPs published until December 12, 2012. 
 EPs which proposed UML consistency rules with a 
restriction (or extension) of the UML models that don't 
strictly follow the OMG standard [6]. 
The exclusion criteria were:  
 EPs not focusing on UML diagrams consistency; 
 EPs which did not present a full-text paper (title, abstract, 
complete body of the article and references) but were 
reduced to an abstract for instance; 
 EPs focusing on UML diagrams consistency which did not 
contain at least one UML consistency rule; 
 Duplicated EPs (e.g., returned by different search engines); 
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 EPs which discussed consistency rules between UML 
diagrams and other, non-UML sources of data, such as 
requirements or source code. 
3.4 Data extraction strategy 
We extracted the data from the primary studies according to a 
number of criteria, which were directly derived from the research 
questions detailed in Table 1. Using each criterion to extract data 
required that we read the full-text of each of the 94 primary 
studies. Once recorded, we collected data in an Excel spreadsheet 
that represent our data form. From each primary study the 
following information was extracted and collected into the Excel 
data form: 
 Search engines: where the paper was found (see section 3.2);  
 Inclusion and Exclusion Criteria (see section 3.3); 
 Data related to Research Questions (see Section 3.1): 
o What UML version was used; 
o What are the UML consistency rules discussed 
(Appendices); 
o What diagrams are involved in consistency rules: Class 
Diagram (CD), Collaboration Diagram (COD), Use Case 
Diagram (UCD), Communication Diagram (COMD), 
State Chart Diagram (SCD), Sequence Diagram (SD), 
Protocol State Machine Diagram (PSMD), Object 
Diagram (OD), Interaction Diagram (ID), Activity 
Diagram (AD), Composite Structure Diagram (CSD), 
Timing Diagram (TD), Interaction Overview Diagram 
(IOD), and Deployment Diagram (DD); 
 What is the dimension of the UML. Several possible 
dimensions of consistency appear in the literature, since 
there isn’t yet any standard for reasoning about consistency. 
Three UML consistency dimensions have been proposed 
though [25]: 
o Horizontal, Vertical and Evolution Consistency: 
Horizontal consistency, also called intra-model 
consistency, refers to consistency within a model or 
between different diagrams of the model at the same level 
of abstraction, and within the same version [17]. Vertical 
Inconsistency, also called inter-model consistency, refers 
to consistency between models (and therefore their 
diagrams) at different levels of abstraction [26]. Evolution 
consistency refers to consistency between different 
versions of the same model (and therefore their diagrams), 
and has to be maintained when the model is in the process 
of evolution [17]. 
o Syntactic versus Semantic consistency: Syntactic 
consistency ensures that a specification conforms to the 
abstract syntax specified by the meta-model, and requires 
that the overall model has to be well formed [26]. 
Semantic consistency requires that the behavior of 
diagrams be semantically compatible [26]. Semantic 
consistency applies at one level of abstraction (with 
horizontal consistency), at different levels of abstraction 
(vertical consistency), and during model evolution 
(evolution consistency) [7]. 
o Observation versus Invocation consistency: Observation 
consistency requires that an instance of a subclass behave 
like an instance of its superclass, when viewed according 
to the superclass description [27]. In terms of UML state 
diagrams (corresponding to protocol state machines) this 
can be rephrased as “after hiding all new events, each 
sequence of the subclass state diagram should be 
contained in the set of sequences of the superclass state 
diagram.” Invocation consistency requires that an instance 
of a subclass of a parent class can be used wherever an 
instance of the parent is required [27]. In terms of UML 
state diagrams (corresponding to protocol state machines), 
each sequence of transitions of the superclass state 
diagram should be contained in the set of sequences of 
transitions of the state diagram for the subclass. 
o Tool support (Automatic, Semi-Automatic, Manual); 
 Automatic means that the UML consistency rules 
were full-automatic supported by an implemented 
and working tool; 
 Semi-automatic means that the UML consistency 
rules were partially automatic (for instance when the 
check of a UML diagrams need the support of user 
to finish the process; 
 Manual means that that the UML consistency rules 
were not supported by any implemented and 
automatic tool.  
o What mechanisms were used to specify the rules: e.g., 
plain language, Promela, etc.; 
o How the UML consistency rules are checked: e.g., SPIN, 
OCL-Checker, etc.; 
o Type of research method followed in the paper, for which 
we used the following classification [28]: 
 Evaluation research (ER): this is a paper that 
investigates techniques that are implemented in 
practice and an evaluation of the technique is 
conducted. That means, the paper shows how the 
technique is implemented in practice (solution 
implementation) and what are the consequences of 
the implementation in terms of benefits and 
drawbacks (implementation evaluation).  
 Proposal of solution (PS): this is a paper that 
proposes a solution to a problem and argues for its 
relevance, without a full-blown validation. 
 Validation Research (VR): this is a paper that 
investigates the properties of a solution that has not 
yet been implemented in practice.  
 Philosophical papers (PP): this is a paper that 
sketches a new way of looking at things, a new 
conceptual framework, etc. 
 Opinion papers (OP): this is a paper that contains 
the author’s opinion about what is wrong or good 
about something, how something should be done, 
etc. 
 Personal experience papers (PEP): this is a paper 
that emphasizes more on what and not on why. 
4. EXECUTION 
The planning for this SMS with the seven search engines begun in 
September 2012 and was completed on December 12, 2012. In 
this section we present the execution of the SS into the seven 
search engines and the selection of primary studies according to 
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the inclusion/exclusion criteria previously described. In order to 
document the review process with sufficient details [21], we 
describe the multi-phase process of four sub-phases we followed: 
 First sub-phase (SP1): the search string was used to search 
with the seven search engines as mentioned earlier. 
 Second sub-phase (SP2): we deleted duplicates 
automatically, by using the RefWorks tool [29]; we also 
removed duplicates manually. 
 Third sub-phase (SP3): we obtained an initial set of studies 
by reading the title, abstract and keywords of all the papers 
obtained after SP2 while enforcing the inclusion and 
exclusion criteria. When reading just the title, abstract and 
keywords of a paper was not enough to decide to include or 
exclude it, we checked the full-text. 
 Fourth sub-phase (SP4): all the papers identified in SP3 were 
read in their entirety and the exclusion criteria were applied 
again. This resulted in the final set of primary studies. 
Table 3 breaks down the number of papers we have found by sub-
phases. SP1 in Table 3 are the first results which were obtained by 
running the SS into the seven search engines selected. The next 
two rows show the results obtained after applying SP2 and SP3 of 
the studies selection process. In the end, we collected 94 primary 
studies for further analysis. The complete list of references can be 
found in Appendix. 
Table 3. Summary of primary studies selection 
Sub phase IEEE Scopus Springer Link 
Google 
Scholar WILEY ACM 
Science 
Direct Total
SP1: Raw 
results  363 601 163 341 9 87 39 1603
SP2: No 
duplicates 279 325 158 247 9 80 36 1134
SP3: First 
selection 62 64 61 28 4 33 14 266 
SP4: 
Primary 
studies 
16 21 20 12 1 16 8 94 
5. RESULTS 
To reach the goal of this SMS, i.e., addressing the research 
questions listed in section 3.1, the 94 primary studies selected 
were classified according to the criteria detailed in section 3.4, 
then the results of the SMS reported in this section show the 
answers to the seven research questions previous presented.  
A quantitative summary of the results for research questions RQ1, 
RQ2, RQ4, RQ5 and RQ6 is presented in Table 4. More details 
are provided in the following sub-sections. 
Table 4. Results of SMS 
Result Research 
question Possible Answer # Papers Percentage
UML 1.1 1 1.06% 
UML 1.3 13 13.83% 
UML 1.4 6 6.38% 
UML 1.5 8 8.51% 
UML 2.0 31 32.98% 
UML 2.1.X 10 10.64% 
UML 2.2 2 2.13% 
UML 2.3 1 1.06% 
UML 2.4.1 1 1.06% 
RQ1: UML 
versions 
NF 18 19.15% 
Ext. 1 1.06%  
Red. 2 2.13% 
Class Diagram 67 71.28% 
State Diagram 40 42.55% 
Protocol State Machine 
Diagram 5 5.32% 
Sequence Diagram 45 47.87% 
Collaboration Diagram 8 8.51% 
Activity Diagram 12 12.77% 
Use Case Diagram 14 14.89% 
Object Diagram 4 4.26% 
Communication Diagram 2 2.13% 
Composite Structure 
Diagram 1 1.06% 
RQ2: UML 
diagrams 
Interaction Diagram 4 4.26% 
Horizontal  254 98.07% 
Vertical  5 1.93% 1st D 
Evolution  0 0.00% 
Semantic  228 88.03% 2nd D Syntactic  31 0.00% 
Invocation  3 1.16% 
RQ4: Types of 
consistency 
problems 
3rd D Observation  3 1.16% 
ER 16 17.02% 
VR 28 29.79% 
PS 47 50.00% 
PP 0 0.00% 
OP 0 0.00% 
RQ5: Research 
methods 
PEP 3 3.19% 
Automatic 24 25.53% 
Semi-Automatic 29 30.85% RQ6: Type of support 
Manual 41 43.62% 
5.1 UML version (RQ1) 
Figure 1 plots the number of papers presenting rules for specific 
versions of the UML.  
 
Figure 1. UML version 
The presence of 29.79% (28 of 94 papers) of the primary studies 
with an old version (1.x) of the UML shows that the issue of the 
UML consistency rules started to be relevant from the initial 
launch of the UML (which has been evolving since the second 
half of the 1990s [6]). UML 2.0 is the UML version mostly used 
in the primary studies: 32.98% (31 of 94 papers). The subsequent 
UML versions (2.1, 2.1.1 and 2.1.2) were merged into 2.1.X to 
obtain a more readable graph. NF means “not found” and it 
represents all those primary studies which did not report on the 
UML version used. “Ext.” and “Red.” represent primary studies 
which use an extension or simplification of the UML notation that 
do not strictly follow the UML standard [6]. 
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5.2 Types of UML diagrams (RQ2) 
In this section we discuss the different types of UML diagrams 
involved in primary studies. Figure 2 indicates that collected rules 
describe consistency on only eleven of the 14 UML diagrams. 
(We did not collect any rule involving the timing, interaction 
overview and deployment diagrams.)  
 
Figure 2. UML diagrams 
Not surprisingly, since these are the mostly used diagrams, the 
Class Diagram (71.28%), the Sequence Diagram (47.87%), and 
the State Machine Diagram (42.55%) are the diagrams mostly 
involved in consistency rules. Research on UML consistency 
rules has placed much less attention on the Use Case Diagram 
(14.89%) and the Activity Diagram (12.77%). The Collaboration 
Diagram was found in 8.51% of the primary studies. The least 
used diagrams are the Protocol State Machine Diagram, the 
Object Diagram, the Interaction Diagram, the Communication 
Diagram and the Composite Structure Diagram. 
5.3 UML consistency rules (RQ3) 
The principal aspect shown in this RQ is that researchers involved 
into UML consistency rules typically define a number of similar 
consistency rules over and over again. Specifically, we collected a 
list of 603 UML consistency rules from the primary studies. After 
removing duplicates, or rules that are implied by another rule, we 
obtained a list of 259 UML consistency rules: The complete list of 
259 UML consistency rules is presented in Appendix. In other 
words, only 42.95% (259 of 603) of the UML consistency rules 
initially collected were unique. The rest of the UML consistency 
rules were mostly due to duplications or implications (33.33%, 
201 of 603). Other rules (23.71%, 143 of 603) were eliminated for 
a couple of reasons: they were not consistency rules (e.g., rules 
describing good modeling practices); they were explained in an 
ambiguous language; they were out of the scope of our research 
(e.g., focused on aspect-oriented multi-view modeling); yet others 
were simply inexact (i.e., either contradicting the UML 
metamodel, or contradicting UML-based modeling principles).  
5.4 UML consistency dimensions (RQ4) 
This sub-section presents the results about the number of UML 
consistency rules divided into the UML consistency dimension 
presented in section 3.4. 
The results show that the great majority of UML consistency rules 
are Horizontal and Syntactic rules, respectively with 98.07% (254 
of 259 rules) and 88.03% (228 of 259 rules) of the total of 
collected UML consistency rules. Moreover, 21 (11.97%) 
Semantic rules involved in UML consistency were found. 
Researchers described strikingly many more syntactic than 
semantic consistency rules. Also, although we have not yet 
compared the 259 rules with well-formedness rules of the UML 
standard, we suspect that a large majority of the syntactic 
consistency rules we collected are already in the UML standard: 
for instance several authors present the rule whereby a class 
cannot be a descendant (or ancestor) of itself in a class diagram, 
which is already a constraint of the UML metamodel. Proposals 
of UML consistency rules have placed much less attention on 
Vertical (1.93%), Invocation (1.16%) and Observation (1.16%) 
consistency. We were surprised to discover that no one Evolution 
consistency rule was proposed by researchers.  
5.5 Research methods (RQ5) 
The results of the research method classification show that 50% 
(47 of 94 papers) of primary studies proposed solutions to the 
inconsistency problem (PS), 29.79% (28 of 94 papers) presented 
validation research (VR), 17.02% (16 of 94 papers) presented 
evaluation research (ER), and only 3.19% (3 of 94 papers) 
presented personal experience (PEP). We did not find any 
philosophical paper (PP) nor opinion paper (OP). This suggests 
the field is about problem solving. 
5.6 Tool support (RQ6) 
The UML consistency rules presented by researchers are 
supported by automatic tools (25.53%, 24 of 94 papers), semi-
automatic tools (30.58%, 29 of 94 papers), and finally the larger 
number of publications presented manual verification (43.62%, 41 
of 94 papers). 
5.7 UML consistency rules: specification and 
support (RQ7) 
Figure 3 shows that plain english (29.79%) is the most used 
language to specify UML consistency rules, followed by the 
Object Constraint Language (OCL) [6] (22.34%), Communicating 
Sequential Processes (CSP) and Promela (5.32% each). Using 
OCL makes sense since this is a constraint language that is part of 
the UML; it is mostly used in syntactic rules. Languages such as 
CSP and Promela have been used to specify semantic rules 
between the sequence diagram and the state machine diagram. 
The category "other" in Figure 3 summarizes all those proposals 
(23.40%, 22 of 94 papers) that present a specification mechanism 
that appears in only one primary study (for instance XML 
Equivalent Transformation (XET), Prolog, Constraint Logic 
Programming). 
 
Figure 3. Language of UML consistency rules 
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The majority of the papers (53.38%) presented tool support to 
check UML consistency rules: Figure 4. IBM Rational Rose is the 
most used tool, followed by Spin and UML/Analyzer which 
respectively have the 6.38% and 5.32% of the total of papers. The 
category "other" in Figure 4 summarizes all those primary studies 
that present a UML consistency checking tool that is used in only 
one primary study (e.g., Poseidon, ArgoUML). 43.62% of the 
primary studies did not present any tool support (in Figure 4 "NI" 
means not implemented) for their UML consistency rules. 
 
Figure 4. Tool to check UML consistency rules 
5.8 Additional results 
Table 45 shows the publication venues with the largest number of 
papers on UML consistency rules. The first three have the same 
number of five papers each, together representing 15.96% (15 
papers) of the total. The next three, all of them with four papers 
together represent 12.77% (12 papers) of the total. 
Table 5. Number of papers per type of publication 
Publication # Paper Percent
International conference on Model driven 
engineering languages and systems 
(MODELS) 
5 5.32% 
IEEE/ACM International Conference on 
Automated Software Engineering (ASE) 5 5.32% 
International Conference on Conceptual 
Modeling (ER) 5 5.32% 
Australian Conference on Software 
Engineering (ASWEC) 4 4.26% 
Electronic Notes in Theoretical Computer 
Science 4 4.26% 
International Conference on Software 
Engineering (ICSE) 4 4.26% 
IEEE Transactions on Software Engineering 2 2.13% 
Proceedings of the IEEE Region 10 
(TENCON) 2 2.13% 
IEEE International Conference on Software 
Engineering and Formal Methods (SEFM) 2 2.13% 
ACM symposium on Applied computing 
(SAC) 2 2.13% 
International Conference on Computer 
Systems and Technologies and Workshop for 
PhD Students in Computing on International 
Conference on Computer Systems and 
Technologies (CompSysTech) 
2 2.13% 
ACS/IEEE International Conference on 
Computer Systems and Applications 
(AICCSA) 
2 2.13% 
The distribution per year of the 94 primary studies is shown in 
Figure 5. Between 2003 and 2010, the number of publications 
remained relatively stable from 7 to 13 articles a year, except in 
2004 and 2009. We also notice that the release of UML 2.0 in 
2005 did not impact numbers much. All this suggests that the 
topic of UML diagrams consistency remains important to the 
research community. The number of publications decreased in 
2012, but it is likely due to the fact that many papers published in 
that year were not yet available at the time we performed 
researches.  
 
Figure 5.  Number of papers per year 
Table 66 ranks the researchers most actively involved in UML 
consistency rules: we count the number of papers in which each 
researcher appears as a first author. The first two researchers 
Alexander Egyed and Ragnhild Van Der Straeten have 
respectively 6 and 4 papers each as first author, which represent 
the 10.64% of total of papers. As we can observe the rest of 
researchers most involved in this topic have 2 papers each 
(2.13%). 
Table 6. Most frequent researchers involved in UML 
consistency rules 
Author # Paper Percent 
Alexander Egyed 6 6.38% 
Ragnhild Van Der Straeten 4 4.26% 
Gregor Engels 2 2.13% 
Jayeeta Chanda 2 2.13% 
Noraini Ibrahim 2 2.13% 
Ha Il-Kyu 2 2.13% 
Richard F. Paige 2 2.13% 
George Spanoudakis 2 2.13% 
Olegas Vasilecas 2 2.13% 
Hongyuan Wang 2 2.13% 
Jing Yang 2 2.13% 
6. DISCUSSION 
The following sub-sections describe the analysis of the results for 
RQ1 to RQ6, defining bubble plots in order to report the 
frequencies of combining the results from different research 
questions. A bubble plot is basically two x–y scatter plots with 
bubbles in category intersections. This synthesis method is useful 
to provide a map and it gives a quick overview of a research field 
[30].  
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6.1 Combining RQ1, RQ2 and RQ5 
Combining the results of RQ1, RQ2 and RQ5, we obtained 
(Figure 6) the mapping of the research methods used depending 
on the year of publications and the type of UML diagrams. In the 
same way the different UML versions are shown according to the 
UML diagrams and year of papers published. The results about 
the UML versions show that with 23 proposals, the Class 
Diagram is the most used UML diagram with UML version 2.0. It 
is closely followed by the Sequence Diagram with 20 papers in 
the same UML version. This is an observation that we can 
consistently make across UML versions. Proposals which used 
State Diagrams were constant (in numbers) between UML 
versions 1.3 and 2.1.X; in fact the number of publications 
remained relatively stable from 4 to 9 articles for version reaching 
its peak with 9 articles for the UML version 2.0. Little has been 
proposed for UML versions 2.2 and 2.3, perhaps because of the 
small changes to the metamodel from UML 2.1. 
As shown in Figure 6, most of the primary studies present rules 
that involve the Class Diagram, Sequence Diagram and State 
Diagram, respectively with 32.38% (34 papers), 23.81% (25 
papers) and 21.90% (23 papers). It is important to note that the 
vast majority of the primary studies (23 primary studies, 35.94%) 
that perform some validation (classified as validation research) 
focus on the class diagram. 
6.2 Combining RQ2, RQ3 and RQ4 
First of all regarding the several dimensions that can be used to 
classify consistency rules (section 3.4), we note that 69.15% (65 
of 94 papers) of the primary studies did not mention any such 
dimension, that 18.09% (17 of 94 papers) presented horizontal 
and vertical consistency rules, and only 4.26% mentioned also 
evolution consistency with those two dimensions.  
As a consequence of RQ2, RQ3 and RQ4, Table 77 ranks 
horizontal and syntactic rules by diagram, horizontal consistency 
and syntactic consistency being the two dimensions with the 
largest number of UML consistency rules gathered. The class 
diagram, with 37.85% of rules, is the most used UML diagram 
involved in the definitions of UML (horizontal and syntactic) 
consistency rules. It is followed, as confirmed by other RQs in 
this paper, by State Diagram and Sequence Diagram respectively 
with 23.08% and 14.77% of the total of UML consistency rules 
presented in this work. 
Table 7. Horizontal and Syntactic rules 
Horizontal and Syntactic rules # Rules Percent 
Class Diagram 123 37.85% 
State Diagram 75 23.08% 
Sequence Diagram 48 14.77% 
Activity Diagram 23 7.08% 
Use Case Diagram 20 6.15% 
Collaboration Diagram 18 5.54% 
Composite Structure Diagram 8 2.46% 
6.3 Combining RQ6 and RQ7 
As shown earlier, most of the studies about UML consistency 
rules did not present any UML CASE tool to support those rules. 
In fact this aspect is confirmed by the fact that, as shown earlier, 
plain English is the language mostly used to specify UML 
consistency rules and there is still not a UML tool used by 
researchers that can be considered standard to execute UML 
consistency rules. 
6.4 Combining RQ2 and RQ3 
As a consequence of RQ2 and RQ3, Table 8 shows that the pairs 
of diagrams mostly involved in rules are CD-SD, CD-COD, and 
SD-SCD (52.10%). 
Figure 6. Combining RQ1, RQ2 and RQ5 
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Table 8. Consistency in 2 diagrams 
Consistency between 2 diagrams # Rules Percent 
Class Diagram and Sequence Diagram 26 21.85% 
Class Diagram and State Diagram 25 21.01% 
Class Diagram and Collaboration Diagram 11 9.24% 
State Diagram and Sequence Diagram 9 7.56% 
Sequence Diagram and Activity Diagram 9 7.56% 
Sequence Diagram and Use Case Diagram 5 4.20% 
Activity Diagram and Use Case Diagram 5 4.20% 
Class Diagram and Use Case Diagram 5 4.20% 
Error! Not a valid bookmark self-reference.9 shows that CD, 
SCD and SD are the diagrams mostly used in rules involving only 
one diagram (84.29%). 
Table 9, Consistency in one diagram 
Consistency in one diagram # Rules Percent 
Class Diagram 56 40.00% 
State Diagram 52 37.14% 
Sequence Diagram 10 7.14% 
Composite Structure Diagram 8 5.71% 
Activity Diagram 6 4.29% 
Use Case Diagram 3 2.14% 
Collaboration Diagram 3 2.14% 
7. CONCLUSION 
In recent years, a great number of UML consistency rules have 
been presented by researchers to fix inconsistencies between 
UML diagrams. However, no mapping study exists that 
summarizes these UML consistency rules since the majority of 
studies are informal literature surveys.  
This work presented the results obtained after carrying out a 
Systematic Mapping Study (SMS) of literature with the aim to 
identify and evaluate the current state of the art about UML 
consistency rules. The SMS was carried out following well-well-
known guidelines [21]. From an initial set of 1134 papers, a total 
of 94 primary studies were found by following a precise selection 
protocol driven by seven research questions. Primary studies were 
then classified according to several criteria, also derived from 
those research questions.  
One import observation we made is that researchers typically 
define a number of similar UML consistency rules over and over 
again, which suggests there is a need for a documented list of 
accepted consistency rules. This is one of our next steps. 
Based on our interpretation of the SMS carried out in this paper, 
we observe that (in no particular order of importance): 
 There is not any UML CASE tool standard to run UML 
consistency rules; 
 The class diagram is the UML diagram mostly involved in 
UML consistency checking; it is followed in importance by 
the State Diagram and the Sequence Diagram. This is not 
entirely surprising since these are likely the most used UML 
diagrams. 
 A very few number of rules address the issue of vertical and 
evolution consistency. Even though the UML consistency 
topic is mature, it still needs to evolve to include definitions 
of UML consistency rules in all dimensions. Our SMS 
therefore shows areas where future work is needed. 
 The UML version 2.0 is the most used standard used to 
present UML consistency rules. 
 There is no UML consistency rule suggested for Timing, 
Interaction Overview and Deployment Diagrams. Besides 
the class, sequence, and state machine diagrams, there is a 
need for much addition research on consistency rules 
involving all 14 UML diagrams. 
These observations definitely call for future work. 
We also consider additional work to consolidate further the list of 
consistency rules we have collected. First, as already mentioned 
earlier in this paper, we intend to compare the rules we collected 
with the well-formedness rules the UML standard already 
contains. Second, we believe we can collect additional 
consistency rules from other sources. For instance, textbooks on 
UML-based object-oriented software development (e.g., [31]) 
suggest, implicitly or explicitly, consistency rules. Also, we are 
aware of research activities where some UML diagrams are 
synthesized from other diagrams (e.g., [32]): in doing so the 
authors rely or want to enforce some consistency rules between 
diagrams.  
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10. Appendix A 
In this appendix all the 259 UML consistency rules carried out are presented in the following two sub-sections. 
The following tables are divided in the following sections: 
 #Rule: that is the univocal of each UML consistency rule; 
 Rule: that is the description of the UML consistency rules; 
 H: that correspond to Horizontal Consistency (See the paper for definition); 
 V: that correspond to Vertical Consistency (See the paper for definition); 
 SY: Syntactic Consistency (See the paper for definition); 
 SE: Semantic Consistency (See the paper for definition); 
There are 3 papers which cover Invocation Consistency dimension (See the paper for definition);: 129, 150 and 151. 
There are 3 papers which cover Observation Consistency dimension (See the paper for definition);: Rule 78, 148 and 149. 
 
10.1 UML consistency rules for a single diagrams 
In this section the UML consistency rules which are involved with one single UML diagram are presented: 
 Class Diagram 56 rules (Section 1.1.1) 
 State Diagram 52 rules (Section 1.1.2) 
 Protocol State Machine Diagram 1 rule (Section 1.1.3) 
 Sequence Diagram 10 rules (Section 1.1.4) 
 Collaboration Diagram 3 rules (Section 1.1.5) 
 Activity Diagram 6 rules (Section 1.1.6) 
 Use Case Diagram 3 rules (Section 1.1.7) 
 Composite Structure Diagram 8 rules (Section 1.1.8) 
10.1.1 Class Diagram 
#Rule Rule H V SY SE 
40 
There are four types of visibility possible between objects – attribute visibility, parameter visibility, 
local visibility, and global visibility – and that only attribute visibility requires a permanent 
association.  
1   1   
47 If a navigation expression occurs in an operation contract, then there must exist a navigable association from the class that owns the contract’s operation to the target class in the navigation expression. 1   1   
125 In a Namespace the contained elements have a unique name except if the contained elements are associations or generalizations. 1   1   
126 The type of a StructuralFeature that is a typed feature of a classifier that specifies the structure of instances of the classifier, must be a Class, DataType or Interface. 1   1   
127 A Generalization and Disjointness inconsistency happens when a class C has an ancestor Ck,  C and Ck are defined as being disjoint to each other in the constraint of another class hierarchy. 1   1   
129 This Liskov’s substitution principle holds. 1     1 
130 
A class that realizes an interface must declare all the operations in the interface with the same 
signatures (including parameter direction, default values, concurrency, polymorphic property, query 
characteristic ...) and the same pre and postconditions. 
1   1   
132 An operation has one or more parameters whose types are not specified. 1   1   
133 An abstract class must have a concrete descendent. 1   1   
134 An abstract operation is defined in a concrete class. 1   1   
135 In the case of binary association, at most one association end may be an aggregation or a composition. 1   1   
136 The classifier of an AssociationEnd cannot be an Interface or a Datatype if the association is navigable from that end. 1   1   
137 An Interface can only contain Operations. 1   1   
138 All Features defined in an interface are public. 1   1   
139 A class should not be a descendant or an ancestor of itself. (Note that in UML 2.x this relates to the notion of generalization set.) 1   1   
140 If an operation appears in a pre or postcondition then it must have the property “query” 1   1   
141 A class that has the “leaf” property cannot be extended 1   1   
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142  A class that has the “root” property cannot extend another class 1   1   
143 
The type of a relation between two classes at a (high) level of abstraction (e.g., plain association, 
aggregation, composition, generalization) must be the same as the type of a refinement of that relation 
at a more concrete (low) level of abstraction. For instance, a plain association at a low level of 
abstraction being abstracted as an aggregation denotes an inconsistency. 
  1 1   
144 A relation at a (low) level of abstraction must have an abstraction at a higher level of abstraction, either a class or a relation.   1 1   
145 
A refined relation must have the same destinations classes as the destination classes of the abstraction 
of this relation, the types of the two relations (the refined relation and its abstraction) must be the 
same, and the navigability of the two relations must be the same. 
  1 1   
146 
A completeness/disjointness inconsistency arises when any instance of class C is said to be an instance 
of one of classes C1, ... Cn (completeness), but each instance of class C cannot be an instance of C1, 
..., Cn (disjointness). 
1   1   
152 No (public) method of a class violates, as indicated by pre and post-conditions, the class invariant of that class. 1   1   
153 If a class is concrete, all the operations of the class should have a realizing method. (This is specific to UML 1.x and would be phrased differently in UML 2.x.) 1   1   
154 In a class, the names of the association ends (on the opposite side of associations from this class) and the names of the attributes are different 1   1   
155 The association ends of an association class (inherited from association) cannot include the association class itself. 1   1   
156 An inconsistency occurs when a class invariants can be satisfied by any non-trivial instantiation of the class diagram (i.e., an instantiation that is not reduced to having no instance of any class). 1   1   
157 For each operation of a class there is either a pre/postcondition or a method definition, but not both; 1   1   
158 Each attribute in a precondition must appear in the class diagram 1   1   
159 Each attribute in a postcondition must appear in the class diagram 1   1   
160 Each precondition should not violate the class invariant 1   1   
161 Each postcondition should not violate the class invariant 1   1   
162 A class that contains an abstract operation must be abstract 1   1   
163 An operation with the “leaf” property may not be overridden 1   1   
164 
There must be no cycles in the directed paths of aggregation links. A class cannot be a part in an 
aggregation in which it is the whole. A class cannot be a part of an aggregation in which its superclass 
is the whole. 
1   1   
165 A class cannot be a part in more than one composition – no composite part may be shared by two composite objects. 1   1   
166 The postcondition of an operation must not possibly update an attribute whose changeablity is not “changeable”. 1   1   
167 Each concrete class must implement all the abstract operations of its super class(es). 1   1   
168 An abstract class cannot be instantiated. 1   1   
169 A class’s multiplicity must not be violated by the multiplicity of any association end in which it is the participant. 1   1   
170 Types being compared in a precondition, postcondition or invariant should be compatible (i.e., within the same generalization). 1   1   
171 
If an attribute’s type is a class then that class has to be visible to the class containing the attribute, i.e., 
same package or there exist a path in the class diagram that allows the class containing the attribute to 
have a hold on that type. 
1   1   
172 
If the return type of an operation is a class then that class has to be visible to the class containing the 
operation, i.e., same package or there exist a path in the class diagram that allows the class containing 
the operation to have a hold on that type 
1   1   
173 An operation that is not polymorphic may not be overridden by a descendant class 1   1   
174 A static operation cannot access an instance attribute (as indicated by its pre and post conditions for instance). 1   1   
175 A static operation cannot invoke an instance operation (as indicated by its pre and post conditions for instance). 1   1   
176 No private attribute can be accessed by an operation of another class (as indicated by its pre and post conditions for instance). 1   1   
177 No protected attribute can be accessed by an operation of a class (as indicated by its pre and post conditions for instance) that is not a descendant of the class that owns the attribute. 1   1   
178 
If an association end has a private visibility, then the class at this end can only be accessed (as 
indicated by its pre and post conditions for instance), via the association, by the class at the other 
association end. 
1   1   
Carleton University, Technical Report SCE-14-02 January 2014 
Page 13 of 28 
179 
If an association end has a protected visibility, then the class at this end can only be accessed (as 
indicated by its pre and post conditions for instance), via the association, by the class at the other 
association end and classes that are descendants of the participant. 
1   1   
180 The multiplicity range for an attribute must be adhered to by all elements (operation contracts, guard conditions, ...) that access it. 1     1 
181 
For class A's operations to use another class B, as indicated by contracts in A, there must be a way 
(e.g., under the form of a path involving associations, generalization and/or dependencies) in the class 
diagram for A to get a hold on B. 
1   1   
182 Given a classifier role CR and its base classifier C, the multiplicity of CR must conform to C's multiplicity. (E.g., if C's multiplicity is 1, then CR's multiplicity cannot be different from 1.) 1   1   
183 A class at a low-level of abstraction refines at most one class from a higher-level of abstraction.   1 1   
184 A class at a high-level of abstraction is refined by at least one class from a lower-level of abstraction.   1 1   
199 
There should not be semantically redundant paths between any two classes in the class diagram graph, 
unless precisely specified by a constraint (e.g., specified in OCL). For instance, from class A it may be 
possible to navigate like self.theA.theB as well as self.theC.theB. The question is then whether the two 
collections self.theA.theB and self.theC.theB are identical. 
1   1   
 
10.1.2 State Diagram 
#Rule Rule H V SY SE 
31 
Two capsules A and B connected by a connector CON via the ports p1 and p2 are consistent with a 
protocol P if and only if the communication between A and B, modeled as a protocol, is a 
refinement of P 
1   1   
75 
The rule of partial inheritance specifies that: 
(a) the initial states of the state chart diagrams U' and U must be identical; 
(b) every transition of U' which is already in U has at least the same source states and sink states 
than it has in U; 
(c) Since the rule of partial inheritance is in the line of covariance, for each transition t in U' that is 
already present in U, the guard condition g'(t) in U' must be at least as strong as the guard condition 
g(t) for t in U: g'(t) → g(t). 
1     1 
76 The rule of immediate definition of pre states, post states, and labels requires that a transition of U may in U' not receive an additional source state or sink state that is already present in U.   1   1   
77 The rule of parallel extension requires that a transition added in U' does not receive a source state or a sink state that was already present in U.  1   1   
79 The rule of full inheritance requires that the set of transitions of U' is a superset of the set of transitions of U.  1       
80 
The rule of alternative extension requires that: 
(a) a transition in U' which is already present in U has in U' at most the source states than the 
transition has in U; 
(b) Since the rule of alternative extension is considered contra-variant, for each transition t in U' that 
is already present in U, the guard condition g'(t) must be in U' at the guard condition g(t) in U: g(t) 
→ g'(t). 
1   1   
81 
The rule of pre- and poststate satisfaction requires that for every transition t' in S': for every source 
state s of h(t'), there exists a state s' in S' such that h(s') = s, and for every sink state s of h(t') there 
exists a sink state s' of t' in S' such that h(s') = s. 
1   1   
82 
The rule of pre- and poststate refinement requires that for every source state s' of a transition t' in S', 
where s' and t' do not belong to the same refined state (i.e., h(s') /= h(t')), h(s') is a source state of 
h(t'), and for every sink state s' of a transition t' in S', where s' and t' do not belong to the same 
refined state, h(s') is a sink state of h(t'). 
1   1   
83 Using a signal/message on a transition in a state diagram that no object sends. 1   1   
89 Compares the set of all generated super states  with the set of valid super states.  1   1   
90 Compares the set of all generated super states with the set of invalid super states. 1   1   
91 Compares the set of all generated single step transitions with the set of valid single step transitions. 1   1   
92 Compares the set of all generated single step transitions with the set of invalid single step transitions. 1   1   
185 The outgoing transitions of each state in each state chart diagram must be disjoint, that is, the behavioral model must be deterministic. 1     1 
188 
Deadlock freeness. Two capsule state charts SA and SB of two capsules connected by a connector 
with behavior CON via the ports p1 and p2 are consistent, if the induced system of CSP processes 
CSPp1;p2 (SA;CON; SB) is deadlock free. 
1     1 
189 The default entry transition of a composite state must not have a guard or event. 1     1 
190 Every outgoing transition of a choice pseudo state must have a guard condition but must not have an 1   1   
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event. 
191 The syntax (including type checking) of assignments (actions) and guard conditions must be checked against the grammar rules of the language being used to describe them (e.g., OCL). 1   1   
192 
There is an inconsistency when, an event is received in a specific state, there are outgoing transitions 
that could be triggered by this event (accounting for the different levels of nested states) but none of 
the transitions fires because the arguments of the received event do not make any guard true. 
1   1   
193 A state machine must be deterministic, that is, in every state, only one transition (accounting for the different levels of nested states) should fire on reception of an event. 1   1   
194 A state machine should be deadlock-free. 1   1   
195 
Two state machines specify a loop of transitions whereby in order to fire transition T1 in the first 
diagram, transition T2 in the second diagram must fire first, but in order to fire transition T2, 
transition T1 must fire first. 
1   1   
196 The deadlock freedom which means that the overall system shall be deadlock-free, that is, not all the capsule state charts should be blocked at the same time.  1   1   
197 Any sequence of operations invocable on the superclass can also be invoked on the subclass (invocable behaviour) 1     1 
198 Each sequence observable with respect to a subclass must result (under projection to the methods known) in an observable sequence of its superclass (observable behaviour) 1     1 
200 Weak invocation consistency ensures that if an object is extended with new features, the object is usable the same way as without the extension. 1   1   
201 Strong invocation consistency is satisfied if one can use instances of a subclass in the same way as instances of the superclass, despite using or having used new operations of the subclass 1   1   
202 A composite state can have at most one initial vertex. 1   1   
203 There has to be at least two composite substates in a concurrent composite state. 1   1   
204 A concurrent state can only have composite states as substates i.e., a concurrent state is a composite state and each region of the concurrent state should be composite. 1   1   
205 An initial state cannot have any incoming transitions. 1   1   
206 A  nal state cannot have any outgoing transitions. 1   1   
207 A fork segment should not have guards or triggers. 1   1   
208 A join segment should not have guards or triggers. 1   1   
209 A fork segment should always target a state. 1   1   
210 A join segment should always originate from a state. 1   1   
211 An initial vertex can have at most one outgoing transition. 1   1   
212 A join vertex must have at least two incoming transitions and exactly one outgoing transition. 1   1   
213 All transitions incoming to a join vertex must originate in different regions of a concurrent state. 1   1   
214 A fork vertex must have at least two outgoing transitions and exactly one incoming transition. 1   1   
215 A junction vertex must have at least one incoming and one outgoing transition. 1   1   
216 A choice vertex must have at least one incoming and one outgoing transition. 1   1   
217 A top state is always composite. 1   1   
218 A top state cannot have any containing states. 1   1   
219 The top state cannot be the source of a transition. 1   1   
220 Any set of transitions from a fork must enter the inner states of a concurrent composite state, and must leave the composite state via a join. 1   1   
221 An abstract operation cannot be invoked in a state chart 1   1   
222 An operation that has the property “query” cannot be an event in a state chart 1   1   
224 A transition’s action list cannot update an attribute if the attribute’s changeability is not “changeable”. 1   1   
225 
For each operation of class A that is invoked in a state diagram specifying the behavior of class B, 
class B must have a handle on class A in the class diagram (e.g., a path of associations) unless the 
class invariant is specified as the disjunction of all the state invariants. This is class diagram (class 
invariant) vs state machine diagram (state invariants). 
1     1 
226 
For each operation of class A that is invoked in a state diagram specifying the behavior of class B, 
class B must have a handle on class A in the class diagram (e.g., a path of associations)  unless the 
class invariant is specified as the disjunction of all the state invariants. This is class diagram (class 
invariant) vs state machine diagram (state 
invariants). 
1     1 
227 
For each operation of class A that is invoked in a state diagram specifying the behavior of class B, 
class B must have a handle on class A in the class diagram (e.g., a path of associations) unless the 
class invariant is specified as the disjunction of all the state invariants. This is class diagram (class 
invariant) vs state machine diagram (state invariants). 
1     1 
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10.1.3 Protocol State Machine Diagram 
#Rule Rule H V SY SE 
30 A protocol state machine should have a context, i.e., a classifier. 1   1   
 
10.1.4 Sequence Diagram 
#Rule Rule H V SY SE 
34 For each message msg in the sequence diagram, the event of the source point of msg must be a send or ack and the event of target point of msg must be a receive or receiveack, respectively. 1   1   
35 If a point p1 represents the beginning of combined fragments, i.e. loop or option, there must be one and exactly one corresponding endfrag point p2 on the same object such that p2 is later than p1. 1   1   
36 
For a point p1 with event(p1) = ref, there must be point p2 on the same object such that event(p2) = 
endref and p2 is later than p1. The well-formedness of the referred sub-sequence diagram is checked 
recursively. 
1   1   
37 
If obj is a nested sequence diagram, then for every matched pair of sending and returning messages 
(src,m, (obj, p1)) and ((obj, p2),m , tgt), there is a corresponding matched pair of messages (m, tgt1) 
and (scr1,m ) of source-less (incoming) message and target-less (outgoing) message in the sub-
sequence diagram type(obj). The order of these messages is preserved in the sub-sequence diagram 
and the subsequence has to be well-formed. 
1   1   
39 
Depending on the intended precision of the model, the sequence diagram may not show all the 
relevant arguments. However, some parameters should always be shown, such as an object or 
parameter that is being passed among multiple other objects. Some practitioners choose not to show 
all (or even any) return messages. Pender argues that it is worth the effort to model operations and 
returns completely, to avoid ambiguity. 
1   1   
41 For each message msg in the sequence diagram, the event of the source point of msg must be a send or ack and the event of target point of msg must be a receive or receiveack, respectively. 1   1   
42 If a point p1 represents the beginning of combined fragments, i.e. loop or option, there must be one and exactly one corresponding endfrag point p2 on the same object such that p2 is later than p1. 1   1   
43 For a point p1 with event(p1) = ref, there must be an endref point p2 on the same object such that p2 follows p1. The well-formedness of the sub-sequence diagram is checked recursively. 1   1   
44 
If obj is a nested object, then for every matched pair of sending and returning messages  (source,m, 
obj), (obj, ?, target)  in obj, there is a corresponding matched pair  (?,m, target1), (source1, ?, ?)  of 
source-less (incoming) message and target-less (outgoing) message in the subsequence diagram 
type(obj). The orders of these messages are preserved in the sub-sequence diagram. Finally the sub-
sequence has to be well-formed. 
1   1   
45 
A sequence diagram has also to ensure the sequence diagram indeed represents a scenario 
 of method calls. This means that (a). Order of the message sending and receiving must be 
consistent, and for all messages from the same object, the earlier it is sent, the earlier it is received 
by the target object; (b). If a message msg invokes message msg1, then msg1 must return before msg 
does.  
1   1   
 
10.1.5 Collaboration Diagram 
#Rule Rule H V SY SE 
239 All the AssociationRole are related to only ClassifierRole in Collaboration. 1   1   
244 If Collaboration 1 is a specialization of Collaboration2, all the ClassifierRole that Collaboration2 has should be included in Collaboration. 1   1   
245 If Collaboration 1 is a specialization of Collaboration2, all the Message that Collaboration2 has should be included in Collaboration I while Interaction of Collaboration 1 is activated. 1   1   
 
10.1.6 Activity Diagram 
#Rule Rule H V SY SE 
246 A pin is linked to only one activity node 1   1   
247 An activity node can only belong to at most one other activity node 1   1   
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248 A guard condition guards only one activity edge 1   1   
249 An object is passed by one object flow 1   1   
250 An activity node is executed by only one class 1   1   
251 A precondition or postcondition can be only used to one activity node 1   1   
 
10.1.7 Use Case Diagram 
#Rule Rule H V SY SE 
121 A use case description should contain at least one flow of steps. 1   1   
123 A flow of steps in a use case description has to be of type either basic or alternate. 1   1   
124 Each use case description corresponds to a use case in the use case diagram and each use case is specified by a use case description. 1   1   
 
10.1.8 Composite Structure Diagram 
#Rule Rule H V SY SE 
252 If a delegation link exists between two ports, the direction (provided or required) of the ports must be the same. 1   1   
253 If an assembly link exists between two ports, one of the ports (the source) must be a <<reversed>> port (required) and the other (the destination) must be a provided port. 1   1   
254 If a link is typed with an association, the direction of the association must conform to the direction of the link (derived from the direction of the ports at the ends). 1   1   
255 
If a link outgoing from a port is statically typed with an association, then the association is 
necessarily directed (cf. rule 3) and the type pointed at by the association must belong to the set of 
transported interfaces for that link. 
1   1   
256 
If a link originates in a component, then the link must be statically typed with an association, and the 
type of the entity at the other end of the link must be compatible with (i.e. be equal or a subtype of ) 
the type at the corresponding end of the association. 
1   1   
257 The set of transported interfaces of a link should not be void. 1   1   
258 If several non-typed connectors start from one port, then the sets of interfaces transported by each of these connectors have to be pair wise disjoint. 1   1   
259 The union of the sets of interfaces transported by each of the connectors originating from a port P must be equal to the set of interfaces provided/required by P. 1   1   
 
 
10.2 UML consistency rules between two or more UML diagrams 
In this section the UML consistency rules which are involved between two or more UML diagram are presented: 
 Class Diagram and State Diagrams 25 rules (Section 1.2.1); 
 Class Diagram and Protocol State Machine Diagram 1 rule (Section 1.2.2); 
 Class Diagram and Sequence Diagram 26 rules (Section 1.2.3); 
 Class Diagram and Collaboration Diagram 11 rules (Section 1.2.4); 
 Class Diagram and Activity Diagram 4 rules  (Section 1.2.5); 
 Class Diagram and Use Case Diagram 5 rules (Section 1.2.6); 
 Class Diagram and Object Diagram 2 rules (Section 1.2.7); 
 Class Diagram and Communication Diagram 2 rules (Section 1.2.8); 
 Class Diagram and Interaction Diagram 2 rules (Section 1.2.9); 
 State Diagram and Sequence Diagram 9 rules (Section 1.2.10); 
 State Diagram and Collaboration diagram 2 rules (Section 1.2.11); 
 State Diagram and Activity Diagram 2 rules (Section 1.2.12); 
 State Diagram and Object Diagram 1 rule (Section 1.2.13); 
 Sequence Diagram and Collaboration Diagram 2 rules (Section 1.2.14); 
 Sequence Diagram and Activity Diagram 9 rules (Section 1.2.15); 
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 Sequence Diagram and Use Case Diagram 5 rules (Section 1.2.16); 
 Collaboration Diagram and Activity Diagram 1 rule (Section 1.2.17); 
 Collaboration Diagram and Use Case Diagram 1 rule (Section 1.2.18); 
 Activity Diagram and Use Case Diagram 5 rules (Section 1.2.19); 
 Use Case Diagram and Interaction Diagram 2 rules (Section 1.2.20); 
 Class Diagram, State Diagram and Collaboration Diagram 1 rule (Section 1.2.21); 
 Class Diagram, State Diagram and Activity Diagram 1 rule (Section 1.2.22); 
 Class Diagram, Sequence Diagram and Use Case Diagram 1 rule (Section 1.2.23); 
 
10.2.1 Class Diagram and State Diagram 
#Rule Rule H V SY SE 
20 
Check the correspondence by comparing the name strings of the classes defined in the class 
diagrams and the classes defined in the state chart diagram with the same behavior. If a state 
machine defines the behavior of a class, the classes must be in the class diagram. 
1    1  
21 
Check the correspondence by comparing strings between the methods defined in the class diagrams 
and the actions and activities defined in the state charts diagram with the same behavior. The actions 
and activities in the state machine should be operations of the class (in the class diagram) that state 
machine specifies. 
1    1  
22 Between a class diagram and the corresponding state diagram all the methods in the state diagram must have a corresponding class in the class diagram.     1   
23 Any fields used in the state view diagram have to be declared as attributes of the corresponding class in the structural view.  1   1   
24 
Consistency rule ID1 requires defining transition of states by specifying operation, which execution 
causes the changes of state. Transitions in the state machine are triggered by operations of the class 
whose behavior is specified by the state machine. 
1   1   
25 No protected operation can be called (in a state chart) by an operation belonging to a class that is not a descendent of the container class.  1   1   
26 No private operation can be called (in a state chart) by an operation belonging to another class. 1   1   
27 An attribute with the “frozen” property cannot be assigned a value in a state transition.  1   1   
28 Check the correspondence by comparing strings attributes defined in the class diagrams and the attributes defined in the correspondent state charts diagram. 1   1   
29 Check the correspondence of the range of the attributes defined in the class diagrams and the range of the attributes values defined in the state charts diagram with the same behavior. 1     1 
32 The operations used in a protocol state machine must be defined in the context which behavior is defined by the state machine. 1   1   
148 Observation inheritance consistency means that a valid sequence of calls on an instance of a subclass must be a valid sequence of calls on an instance of the superclass. 1   1   
150 Invocation inheritance consistency means that any sequence of operations invocable on the superclass can also be invoked on the subclass. 1   1 1  
186 Each event in a state diagram leads to the creation of an operation in the EntityControl class that is in charge of manipulating the entity class whose behaviour is described by the state diagram.  1     1 
187 Each state diagram is necessarily associated with an entity control class and, reciprocally, an entity control class is associated with at most one state diagram. 1   1   
223 For each operation of class A that is invoked in a state diagram specifying the behavior of class B, class B must have a handle on class A in the class diagram (e.g., a path of associations).  1   1   
228 For an event, there should be a state machine that includes a transition that is triggered by the event describing the detailed effects of the reception of the event. 1   1   
229 For a call event in particular, the context of the state machine has a corresponding operation to the call event. 1   1   
230 For a send event in particular, the context of the state machine has a corresponding reception to the send event. 1   1   
231 
For all stimuli originating from the action, if the sender instance A and the receiver instance B are 
different, there should be a link between the sender instance and the receiver instance, i.e., the class 
of A should have a handle (e.g., an association path) on B. 
1   1   
232 For a call action in particular, there should also be a corresponding operation within the classifier of the receiver instance that will be invoked as a response to receiving the stimulus that is dispatched 1   1   
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by the call action 
233 For a send action, there should be a reception within the classifier of the receiver instance that corresponds to the signal of the send action describing the expected behavior response to the signal. 1   1   
234 For all call or send events associated with the classifier (context) of the state machine, there should be transitions describing the detailed behavior of the events. 1   1   
235 For all call actions occurring in the context of the state machine, there should be operations of the classifiers (context) corresponding to the call actions. 1   1   
236 For all send actions occurring in the context of the state machine, there should be receptions of the classifiers (context) corresponding to the send actions. 1   1   
 
10.2.2 Class Diagram and Protocol State Machine Diagram 
#Rule Rule H V SY SE 
50 The protocol transition of protocol state machine diagram should be defined by an operation of class of a given class diagram. 1   1   
 
10.2.3 Class Diagram and Sequence Diagram 
#Rule Rule H V SY SE 
1 Each public method in a class diagram triggers a message in at least one sequence diagram. 1   1   
2 The type of any instance involved in a sequence diagram must not be an interface or an abstract class in a class diagram. 1   1   
3 
The name of a message in a sequence diagram must correspond to a signature of an operation of the 
receiver’s class of the message as described in a class diagram. The message and the signature must 
have the same name, the same sequence of parameter types and the same return type. The set of 
operations defined by a class includes inherited ones. 
1   1   
4 
An object in a sequence diagram must respect the multiplicity restrictions as imposed by the 
corresponding class diagrams, for instance not linked to too few objects and not linked to too many 
objects. 
1   1   
5 
In order for objects to exchange messages, the sending object must have a handle to the receiving 
object. Another way of saying this is that the sender must have visibility to the receiver. Some 
authors state or imply that a message between two objects in a sequence diagram requires a 
permanent association (association, generalization, or aggregation) to be shown between the classes 
in the class diagram. 
1   1   
6 
Each class in the class diagram must have the same name with the object related in the sequence 
diagram. Class names in sequence diagrams must be class names in class diagrams accounting for 
fully qualified names. 
1   1   
7 The variables used in the guard of a message should be directly accessible by the source object accounting for navigations (including inheritance). 1   1   
8 
Multiplicity. If an association in class diagram is one-to-many, the corresponding object in the 
sequence diagram must be a multi-object. Notice that multiplicity and other general class invariants 
should be ensured by the design of the sequence diagram, not by the consistency checking.  
1   1   
9 Messages which rely on parameter, local, or global visibility to a class require a temporary, or transient, association between the classes. 1   1   
10 The behavioral semantics of a composition or aggregation association must be inferred in sequence diagrams. For instance in a whole-part (composition) relation, the part should not outline the whole. 1     1 
11 No protected operation can be called (in a sequence diagram) by an operation belonging to a class that is not a descendent of the container class. 1   1   
12 No private operation can be called (in a sequence diagram) by an operation belonging to another class.  1   1   
13 An attribute with the “frozen” property cannot be assigned a value in a sequence diagram. 1   1   
14 The body of this method in the class model agrees with the definition given in the formalization of Msg. 1   1   
33 Each message in Sequence Diagram can either be a string or a method. 1   1   
38 Arguments must represent information that is known to the sender, such as attribute values or constants.  1   1   
46 16. In a sequence diagram, if an attribute is assigned the return value of an operation, then the types have to be compatible 1   1   
56 For every message in an interaction there must be either an association or an attribute between the class of its sender and the class of its receiver navigable from the former to the latter class. 1   1   
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57 
For any message received by an object in the interaction diagram, an operation with the same 
signature as the message must have been defined for one of the classes of the object in the class 
diagram.  
1   1   
58 
The lower multiplicity bound of an association end that is attached to a class whose instances 
receive at least one message from instances of the class attached to the other end of its association 
must be greater or equal to 1. 
1   1   
59 
A class operation has appeared in the interaction diagrams but was not declared in the class 
diagrams or there is a mismatch between an operation call in interaction diagrams regarding its 
declaration in class diagrams.  
1   1   
60 Classes and operations are used in the set of interaction diagrams  1   1   
61 Objects in an interaction diagram are instances of classes in the class diagram.  1   1   
62 Types in an interaction diagram appear in a class diagram. Message signatures refer to operations or (signal) classes in a class diagrams.  1   1   
149 Observation inheritance consistency means that a valid sequence of calls on an instance of a subclass must be a valid sequence of calls on an instance of the superclass. 1    1  
151 Invocation inheritance consistency means that any sequence of operations invocable on the superclass can also be invoked on the subclass.  1    1  
 
10.2.4 Class Diagram and Collaboration Diagram 
#Rule Rule H V SY SE 
51 
Check the correspondence by comparing the name strings of the classes defined in the class 
diagrams and the objects defined in the collaboration diagrams. Objects in the collaboration diagram 
must be defined as class in class diagram. 
1   1   
52 
Check the correspondence by comparing the strings of the messages between objects in the 
collaboration diagrams and associations between corresponding classes in the class diagrams. Notion 
of "hold". 
1   1   
53 Check the correspondence by comparing strings between the methods defined in the class diagrams and the messages defined in the collaboration diagrams. 1   1   
54 All the classes appear with at least one instance in at least one collaboration diagram of the model 1   1   
55 
A class-role having either a create, destroy or transient property must have an aggregation 
relationship with its creator or destructor class-role. 
Optional: because since creation doesn't only happen from aggregation. We also have composition, 
association dependencies. 
1   1   
119 
In order for objects to exchange messages, the sending object must have a handle to the receiving 
object . Another way of saying this is that the sender must have visibility to the receiver. Some 
authors state or imply that a message between two objects in a collaboration diagram requires a 
permanent association (association, generalization, or aggregation) to be shown between the classes 
in the class diagram. 
1   1   
238 Collaboration is either Classifier or Operation. 1   1   
240 All the ClassifierRole and AssociationRole in Collaboration are related to Classifiers and Associations in Namespace respectively. 1   1   
241 Constraint can be related to only elements in ModelElement. 1   1   
242 For every ClassifierRole in Collaboration, there exists Classifier in the same Foundation. So are true for Association-Role and Association. 1   1   
243 If two roles (AssociationRole or ClassifierRo1e )have same name, they must describe the specialization of the parent role. 1   1   
 
10.2.5 Class Diagram and Activity Diagram 
#Rule Rule H V SY SE 
63 A class name that appears in an activity diagram also appears in the class diagram. 1   1   
64 An action that appears in an activity diagram must also appear in the class diagram as operation of a class. 1   1   
65 Notion of "hold" like between CD and SD. Check the correspondence by comparing the strings of control flows between classes in the activity diagrams and associations in the class diagrams. 1   1   
66 Swimlanes (Activity pattern in UML 2.0) in Activity diagram (represented as className in activity state) must be present as a unique class in class diagram. 1   1   
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10.2.6 Class Diagram and Use Case Diagram 
#Rule Rule H V SY SE 
15 The name of a use case must include a verb and a noun. 1   1   
16 
(Starting by rule 15) The noun should correspond to the name of one class in the class diagram. In 
other words, for each use case U in the class diagram, there should be a class C belonging to the 
class diagram, so that U.name equals C.name. 
1   1   
17 
(Starting by rule 15) The verb should correspond to an operation of a class in the class diagram that 
was identified in rule 16. In other words, for each use case U there should be a class C that contains 
an operation Operationx so that U.name contains C.Operationx. Figure 2 depicts the graphical 
representation of this rule. 
1   1   
18 Entity classes correspond to data manipulated by the system as described in a use case description. 1   1   
19 A use case must be corresponding with a list of classes under it and a class diagram must be corresponding with the name of use case it belongs to. 1   1   
 
10.2.7 Class Diagram and Object Diagram 
#Rule Rule H V SY SE 
128 A link (association) is correctly typed, i.e., the connected objects conform to the classes connected to the respective association including their subclasses. 1   1   
147 The number of occurrences of a link in an object diagram, instance of an association in a class diagram, must satisfy the constraints specified on the association by means of multiplicities. 1   1   
 
10.2.8 Class Diagram and Communication Diagram 
#Rule Rule H V SY SE 
48 To compare the name of the association of the Class Diagram, AssocName, with the name that the association (Connector ) of the communication diagram has. 1   1   
49 
To check that the associations in the Class Diagram which connect classes of which ClassName is 
the same ClassName which appears in the Connectable Elements (Connector Ends) of the 
association of the communication diagram. 
1   1   
 
10.2.9 Class Diagram and Interaction Diagram 
#Rule Rule H V SY SE 
120 Operation contracts are consistent with scenarios in interaction diagrams. 1    1  
131  If an association depicted on the class diagram is never used in an interaction, then there must be an error in the model. 1   1   
 
10.2.10 State Diagram and Sequence Diagram 
#Rule Rule H V SY SE 
73 
Aligning the lifeline and state machine: the lifeline and state machine must model overlapping 
behaviour. It is not possible to check for consistency in two independent specifications that do not 
include (parts of) the same behavior and model elements. 
1     1 
74 
Transitions without triggers : The consistency check method does not allow a transition to be red 
without a trigger. When the interaction fragment on a lifeline is the sending of a signal, the 
consistency check routine will look at transitions previously triggered (if in a state) for the 
corresponding effect. This means that if the transition is supposed to fire, the reception of the 
corresponding signal must occur on the lifeline prior to the sending. 
1    1  
78 
Observation consistency ensures that all instances of an object class (including those of its 
subclasses) evolve only according to its state chart diagram. This property is especially important for 
modeling workflows, where, for example, the current processing state of an order should always be 
visible at the manager's abstraction level defined by some higher-level object class. 
1     1 
85 Check the correspondence by comparing the name strings of the objects defined in the sequence diagrams and the classes defined in the state charts diagrams. 1   1   
86 Check the correspondence by comparing strings between the messages defined in the sequence diagrams and the actions and activities defined in the state charts diagram. 1   1   
87 Messages with the same label in the same state diagram must have the same type. 1   1   
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88 If the message is of type T then the sender and the receiver components coincide. 1   1   
93 Compares the set of all generated sequences with the set of sequences which are extracted from the provided UML sequence diagrams. 1    1  
237 Components (lifelines) involved in a sequence diagram correctly cooperate as specified in state machines. 1    1  
 
10.2.11 State Diagram and Collaboration Diagram 
#Rule Rule H V SY SE 
68 Check the correspondence by comparing the name strings of the objects defined in the collaboration diagrams with the classes defined in the state charts diagrams. 1   1   
69 
Check the correspondence by comparing strings between the messages defined in the collaboration 
diagrams and the actions and activities defined in the state charts diagram. It is optional because the 
diagrams may specify different unrelated behaviors. 
1     1 
 
10.2.12 State Diagram and Activity Diagram 
#Rule Rule H V SY SE 
71 Check the correspondence by comparing the name strings of the classes defined in the activity diagrams with the classes defined in the state charts diagrams. 1   1   
72 Check the correspondence by comparing strings between the actions and activities defined in the state charts diagrams with the actions defined in the activity diagrams. 1   1   
 
10.2.13 State Diagram and Object Diagram 
#Rule Rule H V SY SE 
84 The object diagram must have an object corresponds to a state machine. Optional since not every class is specified with a state machine. 1   1   
 
10.2.14 Sequence Diagram and Collaboration Diagram 
#Rule Rule H V SY SE 
94 Check the correspondence by comparing the name strings of the objects defined in the collaboration diagrams and the objects defined in the collaboration diagrams. 1   1   
95 
Check the correspondence by comparing the name strings of the messages defined in the 
collaboration diagrams and the messages defined in the sequence diagrams for directions, sequence, 
source and destination. 
1   1   
 
10.2.15 Sequence Diagram and Activity Diagram 
#Rule Rule H V SY SE 
96 Each scenario of an operation that appears in a sequence diagram should be shown by an activity diagram of that operation if it exists. 1    1  
97 The flows of interaction between objects in an activity diagram should be a flow of interactions in a sequence diagram. 1    1  
98 A set of consecutive sequential messages without any branching or iteration that pass between objects in the same execution thread is mapped to one block in the corresponding activity diagram. 1   1   
99 Messages with condition guards that are alternatives of the same condition in the sequence diagram are mapped to a branching structure in the activity diagram. 1     1 
100 An iteration of one or more messages in the same thread of control is mapped to one activity block with the loop condition indicated on the incoming arrow. 1    1  
101 
A synchronous message between objects running in different threads of control is treated as a join 
operation on the receiving side in the corresponding activity diagram, and its reply marks the 
corresponding fork. 
1   1   
102 An asynchronous creation of an active object marks a fork operation in the corresponding activity diagram. 1   1   
103 An asynchronous message sent to another thread of control indicates a join operation on the receiver side and a fork operation on the sender side in the corresponding activity diagram. 1   1   
104 A composite subsequence block is translated into a composite activity in the corresponding activity 1   1   
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10.2.16 Sequence Diagram and Use Case Diagram 
#Rule Rule H V SY SE 
105 Each use case in a use case diagram must have a corresponding sequence diagram. 1   1   
106 
If the sequence diagram depicts all the behavior required for successful completion of the use case, it 
follows that each postcondition specified in the use case description must be achieved by some 
message in the set of sequence diagrams for that use case. 
1     1 
107 
If the use case postconditions accurately define the system state, it follows that the use case 
description should identify as postconditions all final states resulting from execution of the use case 
behavior detailed by the sequence diagram. 
1     1 
108 
Each action specified or implied in the use case description should be detailed in a corresponding 
message or set of messages in the sequence diagram. Depending on the clarity and completeness of 
the use case description text, the author of the sequence diagram may need to infer some of the 
operations. 
1   1   
109 A use case is complemented by a set of sequence diagrams, and that any of them represents an alternative scenario. 1   1   
 
10.2.17 Collaboration Diagram and Activity Diagram 
#Rule Rule H V SY SE 
110 The flows of interaction between objects in an activity diagram should be a flow of interactions in a collaboration diagram. 1    1  
 
10.2.18 Collaboration Diagram and Use Case Diagram 
#Rule Rule H V SY SE 
111 For each use case there exists a collaboration diagram with an instance of a <<control>> class that implements the transactions of the use case (description). 1   1   
 
10.2.19 Activity Diagram and Use Case Diagram 
#Rule Rule H V SY SE 
112 Any use case can be described by an activity.  1   1   
113 When an including use case includes an included use case, the activity diagram associated with the including use case must contain an activity node corresponding to the included use case. 1   1   
114 Each use case is described by at least one activity diagram. 1   1   
115 An actor that associates to a use case will be an activity partition in the activity diagram describing this use case. 1   1   
116 The metric gives a measure of the number of events used in use case diagrams descriptions that also appear as activity and actions in activity diagrams. 1   1   
 
10.2.20 Use Case Diagram and Interaction Diagram 
#Rule Rule H V SY SE 
117 Each interaction diagram corresponds to a use case in the use case diagram and each use case is specified by an interaction diagram. 1   1   
118 The flow of messages in an interaction diagram corresponds to the flow of steps in the corresponding use case description and conversely. 1   1   
 
10.2.21 Class Diagram, State Diagram and Collaboration Diagram 
#Rule Rule H V SY SE 
67 
An internal message of a collaboration diagram refers to a particular class and concerns either a 
direct call to a generated operation of the class or an event of the state diagram of the class (if it 
exists). It is optional because the diagrams may specify different unrelated behaviors. 
1     1 
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10.2.22 Class Diagram, State Diagram and Activity Diagram 
#Rule Rule H V SY SE 
70 A precondition on an operation is in contradiction with a state machine or an activity graph including a call of such operation. 1   1   
 
10.2.23 Class Diagram, Sequence Diagram and Use Case Diagram 
#Rule Rule H V SY SE 
122 An flow of steps in a use case descriptions has to be handled by at least one message in a sequence diagram, corresponding to at least one operation in a class diagram. 1   1   
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