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Ra´d bych na tomtomı´steˇ podeˇkoval vsˇem, kterˇı´ mi k vytvorˇenı´ pra´ce dopomohli, protozˇe
bez nich by tato pra´ce nevznikla.
Abstrakt
Tato diplomova´ pra´ce se zameˇrˇuje na proble´m, ktery´ prˇedstavuje komunikace aplikacˇnı´-
ho softwaru s relacˇnı´m databa´zovy´m syste´mem. Popisuje datovou vrstvu aplikacˇnı´ho
softwaru, jejı´ funkce a vlastnosti. Rozebı´ra´ objektoveˇ-relacˇnı´ mapova´nı´ a na´vrhove´ vzory
vyuzˇı´vane´ prˇi pouzˇitı´ tohoto mapova´nı´. Da´le pak seznamuje cˇtena´rˇe s existujı´cı´mi tech-
nologiemi pracujı´cı´mi na datove´ vrstveˇ vytvorˇeny´mi v jazyce Python a zameˇrˇuje se na
optimalizacˇnı´ techniky pouzˇı´vane´ pro zefektivneˇnı´ komunikace s relacˇnı´ databa´zı´. Vy´stu-
pem te´to pra´ce je knihovna optimalizovana´ pro komunikaci s relacˇnı´m databa´zovy´m sys-
te´mem PostgreSQL. V pra´ci je popsa´n na´vrh te´to knihovny a optimalizacˇnı´ch technik. V
za´veˇru je pak vytvorˇena´ knihovna srovna´na s existujı´cı´mi technologiemi pomocı´ rych-
lostnı´ch testu˚.
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Abstract
This master’s thesis focuses on difficuilties, which appear when application software is
used with relational database system. It contains a description of the application data
access layer and its characteristics, object-relational mapping and design patterns. Exist-
ing technologies used for data access created with Python programming language are
described in this thesis. Furthermore, techniques optimizing the communication with
relational database are discussed. The goal of this thesis was to create a new software
for the application data layer, that would focus on optimization of DBMS PostgreSQL
usage. The thesis goes through the design of this software and its techniques. Finally, the
software is compared to the existing technologies, using benchmarks.
Keywords: Data access layer, Object-relational mapping, Optimization, DBMS, Post-
greSQL, Python, Django ORM, web2py DBAL, SQLAlchemy
Seznam pouzˇity´ch zkratek a symbolu˚
SRˇBD – Syste´m rˇı´zenı´ ba´ze dat
DBMS – Database Management System
DAL – Data-Access Layer
DBAL – Database-Abstraction Layer
SQL – Structured Query Language
ORM – Object-Relational Mapping/Mapper
ERD – Entity-Relationship Diagram
MVC – Model-View-Controller
API – Application Programming Interface
IDE – Integrated Development Environment
XML – Extensible Markup Language
HTML – HyperText Markup Language
CSV – Comma Separated Values
IS – Informacˇnı´ syste´m
CMS – Content Management System
SSOT – Single Source Of Truth
JSON – JavaScript Object Notation
POPO – Plain Old Python Object
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61 U´vod
Aplikacˇnı´ softwary dnes ve velke´ mı´rˇe pouzˇı´vajı´ pro ukla´da´nı´ dat syste´my rˇı´zenı´ ba´ze
dat (SRˇBD). Velmi rozsˇı´rˇeny´m typem databa´zovy´ch syste´mu˚ jsou relacˇnı´ databa´ze. Prˇi
pouzˇitı´ relacˇnı´ch databa´zı´ ovsˇem nasta´va´ mnoho proble´mu˚, pokud je aplikacˇnı´ software
vyvinut pomocı´ objektoveˇ orientovane´ho jazyka. Relacˇnı´ databa´ze totizˇ pro pra´ci s daty
pouzˇı´vajı´ dotazovacı´ jazyky, ktere´ nejsou velmi kompatibilnı´ s objektoveˇ orientovany´mi
jazyky. Tyto dveˇ technologie se mezi sebou lisˇı´ hlavneˇ datovy´mi typy, strukturami dat a
rˇesˇenı´m relacı´ mezi entitami.
Relacˇnı´ databa´zi tedy nelze v aplikacˇnı´m softwaru pouzˇı´t prˇı´mo. Proto dnes veˇtsˇina
syste´mu˚ obsahuje mezivrstvu, ktera´ slouzˇı´ jako prostrˇednı´k mezi teˇmito technologiemi.
Tato vrstva se nazy´va´ datova´ vrstva. Datova´ vrstva rˇesˇı´ tuto nekompatibilitu, abstrahuje
relacˇnı´ databa´zovy´ syste´m a poskytuje objektoveˇ orientovane´ aplikacˇnı´ rozhranı´. Jelikozˇ
je relacˇnı´ databa´ze veˇtsˇinou nejzateˇzˇovaneˇjsˇı´ cˇa´stı´ v cele´m syste´mu, je take´ du˚lezˇite´, aby
byla datova´ vrstva vy´konna´ a komunikovala s databa´zı´ efektivneˇ.
Tato diplomova´ pra´ce se zameˇrˇuje na technologie vytvorˇene´ pro realizaci datove´
vrstvy. Popisuje vsˇechny vlastnosti te´to vrstvy a porovna´va´ existujı´cı´ technologie pracujı´cı´
na te´to vrstveˇ. Da´le se pak soustrˇed’uje na vy´kon a optimalizaci komunikace s relacˇnı´
databa´zı´. Prakticka´ cˇa´st pra´ce sesta´va´ z implementace knihovny pro datovou vrstvu
orientujı´cı´ se na SRˇBD PostgreSQL a zameˇrˇujı´cı´ se na optimalizaci komunikace s tı´mto
SRˇBD.
V kapitole 2 je popsa´no rozdeˇlenı´ architektury aplikacˇnı´ho softwaru do vrstev. Je
zde popsa´na datova´ vrstva a jsou zde vysveˇtleny za´kladnı´ pojmy spojene´ s prˇı´stupem k
relacˇnı´m databa´zı´m pomocı´ objektoveˇ orientovany´ch jazyku˚.
Kapitola 3 popisuje velmi pouzˇı´vane´ rˇesˇenı´ pro datovou vrstvu, objektoveˇ-relacˇnı´
mapova´nı´. Jsou zde popsa´ny ru˚zne´ prˇı´stupy mapova´nı´ a na´vrhove´ vzory, ktery´mi se rˇı´dı´
ra´mce implementujı´cı´ objektoveˇ-relacˇnı´ mapova´nı´.
Kapitola 4 obsahuje srovna´nı´ a popis existujı´cı´ch rˇesˇenı´ pracujı´cı´ch na datove´ vrstveˇ
vytvorˇeny´ch v jazyce Python. Jsou zde dopodrobna rozebra´ny ra´mce Django ORM, we-
b2py DBAL a SQLAlchemy. U kazˇde´ho ra´mce jsou napsa´ny jeho nevy´hody.
V kapitole 5 jsou popsa´ny du˚vody vytvorˇenı´ nove´ knihovny, pozˇadavky na jejı´ im-
plementaci a funkce, ktere´ by vytvorˇena´ knihovna meˇla obsahovat. Je zde shrnuto take´,
procˇ nevystacˇovaly existujı´cı´ ra´mce.
Na´vrh knihovny popisuje kapitola 6. Tato kapitola rozebı´ra´ na´vrh aplikacˇnı´ho roz-
hranı´ te´to knihovny a klı´cˇove´ funkce, ktere´ bude knihovna obsahovat. Da´le je zde ana-
lyzova´na architektura knihovny a popis na´vrhu rˇesˇenı´ pro optimalizaci komunikace se
SRˇBD PostgreSQL.
Kapitola 7 pak srovna´va´ ra´mce z kapitoly 4 a vytvorˇenou knihovnu pomocı´ rychlost-
nı´ch testu˚.
Pro dokonale´ porozumeˇnı´ textu je vhodna´ alesponˇ minima´lnı´ znalost relacˇnı´ch data-
ba´zı´ a programovacı´ho jazyka Python.
72 Vı´cevrstva´ architektura
Pouzˇitı´ vrstev je jednaznejcˇasteˇjsˇı´ch technikvyuzˇı´vany´chprozjednodusˇenı´ komplexnosti
slozˇity´ch syste´mu˚ [1]. Vrstvy ve vrstvene´ architekturˇe popisujı´ logicke´ seskupenı´ funkcı´
a komponent v aplikaci. Shlukujı´ komponenty podle typu funkcı´ a ulehcˇujı´ tak jejich
znovupouzˇitelnost. Vrstvy prˇitom nemusı´ by´t ani fyzicky oddeˇlene´, pouze vymezujı´ a
rozdeˇlujı´ aplikaci do logicky´ch celku˚. Kazˇda´ z vrstev te´to architektury komunikuje pouze
se svy´mi sousednı´mi vrstvami a nestara´ se o dalsˇı´ cˇa´sti syste´mu. Vrstva na nizˇsˇı´ u´rovni
poskytuje rozhranı´, ktere´ je zna´me´ vrstveˇ o u´rovenˇ vy´sˇe. Tato architektura tak umozˇnˇuje
jednodusˇe nahradit nebo zmeˇnit jednotlive´ vrstvy, anizˇ by to ovlivnilo ostatnı´ vrstvy.
Prˇi vytva´rˇenı´ aplikace zalozˇene´ na te´to architekturˇe je takmozˇno postupovat ve vy´voji
jednotlivy´ch vrstev soubeˇzˇneˇ. Tohoto je dosazˇeno pomocı´ prˇedem urcˇene´ho rozhranı´.
Mezi dalsˇı´ vy´hody patrˇı´ take´ jednodusˇsˇı´ u´drzˇba a testova´nı´, kde lze vyuzˇı´t i tzv. mock-up
testu˚.
Nevy´hodou vrstev je, zˇe prˇi vysoke´m pocˇtu se mu˚zˇou velmi negativneˇ projevovat na
vy´konu cele´ho syste´mu. Nejvy´razneˇjsˇı´m vlivem je potrˇeba rozhranı´ pro prˇevod dat, jeli-
kozˇ kazˇda´ z vrstev ma´ vlastnı´ logiku a interpretuje data vlastnı´m zpu˚sobem. Dalsˇı´m pro-
ble´mem jsou zmeˇny, ktere´ ovlivnˇujı´ vsˇechny vrstvy o u´rovenˇ vy´sˇe tzv. kaska´dove´ zmeˇny
[5]. V informacˇnı´ch syste´mech to mu˚zˇe by´t naprˇı´klad prˇida´nı´ databa´zove´ho sloupce.
Vrstvenou architekturu lze aplikovat neza´visle na typu aplikace [2]. Prˇı´kladempouzˇitı´
te´to architektury je referencˇnı´ model ISO/OSI1.
2.1 Trˇı´vrstva´ architektura
Jednı´m z nejrozsˇı´rˇeneˇjsˇı´ch typu˚ vrstvene´ architektury v aplikacı´ch je trˇı´vrstva´ architek-
tura. Mezi vrstvy trˇı´vrstve´ architektury patrˇı´ vrstvy prezentacˇnı´, aplikacˇnı´ a datova´.
U´kolem prezentacˇnı´ vrstvy je zobrazovat uzˇivateli data ve srozumitelne´ a prˇehledne´
formeˇ, reagovat na jeho pozˇadavky a propagovat provedene´ zmeˇny. Prezentacˇnı´ vrstva
mu˚zˇemı´t podobuuzˇivatelske´ho rozhranı´ v aplikaci,webove´ stra´nkynebo i jednoduche´ho
rozhranı´ prˇı´kazove´ rˇa´dky.
Aplikacˇnı´ vrstva je srdcem aplikace. V te´to vrstveˇ se vyskytuje vesˇkera´ aplikacˇnı´
logika, pracuje se zde s daty, ktera´ se validujı´, prova´deˇjı´ se na nich vy´pocˇty a prˇipravujı´
se k ulozˇenı´ nebo k zobrazenı´. Spadajı´ zde funkce jako autentifikace, autorizace, logova´nı´
a kesˇova´nı´.
Datova´ vrstva zajisˇt’uje manipulaci se zdrojem dat nebo datovy´m u´lozˇisˇteˇm a s daty,
ktera´ tato u´lozˇisˇteˇ poskytujı´. Abstrahuje a centralizuje prˇı´stup k tomuto u´lozˇisˇti dat.
Du˚lezˇity´m u´kolem datove´ vrstvy je take´ bezpecˇnost dat a jejich ochrana prˇed prˇı´padny´mi
pokusy, ktere´ se snazˇı´ k teˇmto datu˚m zı´skat prˇı´stup nebo je posˇkodit. Datova´ vrstva by se
take´ meˇla snazˇit o co nejefektivneˇjsˇı´ vy´konnost a sˇka´lovatelnost, jelikozˇ cˇasto by´va´ nejvı´ce
zateˇzˇovany´m mı´stem v aplikaci.
1http://standards.iso.org/ittf/PubliclyAvailableStandards/s020269 ISO IEC 7498-1 1994(E).zip
82.2 Datova´ vrstva aplikacˇnı´ho softwaru
Velice cˇasto je trˇeba, aby data zpracova´vana´ aplikacı´ byla perzistentnı´. Tı´mto pojmem se
rozumı´ trvale´ zachova´nı´ dat po zastavenı´ provozu aplikace nebo i po vy´padku syste´mu.
Jako na´stroje poskytujı´cı´ tuto funkci jsou dnes hojneˇ rozsˇı´rˇene´ relacˇnı´ databa´ze.
Princip datove´ vrstvy prˇi pouzˇitı´ relacˇnı´ch databa´zı´ zu˚sta´va´ stejny´. Mezi jejı´ funkce
patrˇı´:
• spra´va spojenı´,
• rˇı´zenı´ paralelnı´ho zpracova´nı´ a transakce,
• synchronizace konkurencˇnı´ch dat v aplikaci a v databa´zi,
• validace dat,
• forma´tova´nı´ dat,
• dotazova´nı´ a zı´ska´va´nı´ dat z databa´ze,
• persistence dat,
• spra´va chyb a chybovy´ch hla´sˇenı´,
• zajisˇteˇnı´ bezpecˇnosti dat,
• da´vkova´nı´ dotazu˚,
• stabilita a efektivnı´ vy´kon.
Datova´ vrstvamusı´ take´ rˇesˇit proble´m, ktery´ prˇedstavuje nekompatibilita objektovy´ch
jazyku˚ pouzˇity´ch pro aplikacˇnı´ logiku a dotazovacı´ch jazyku˚ vyuzˇı´vany´ch pro zı´ska´va´nı´
dat z relacˇnı´ch databa´zı´. Tento proble´m se oznacˇuje pod pojmem Impedance mismatch.
Do tohoto proble´mu spada´ naprˇı´klad prˇevod syntaxe, prˇevod datovy´ch typu˚, efektivnı´
interpretace relacı´ a struktur a jejich mapova´nı´ mezi dveˇma nekompatibilnı´mi jazyky.
Impedance mismatch se zacˇal vı´ce projevovat azˇ prˇi pouzˇitı´ objektoveˇ orientovany´ch
jazyku˚. Jazyky pouzˇı´vane´ drˇı´ve meˇly specializovane´ datove´ struktury optimalizovane´
pro zacha´zenı´ s relacˇnı´mi daty, kdezˇto objektoveˇ orientovany´m jazyku˚m tyto struktury
scha´zı´ [4].
Pro zjednodusˇenı´ a odstı´neˇnı´ od teˇchto proble´mu˚ byly vytvorˇeny ra´mce a knihovny,
ktere´ se starajı´ o tyto monotonnı´ cˇinnosti. Rozdı´l mezi knihovnou a ra´mcem definuje
Martin Fowler pomocı´ Inversion of control. Knihovna poskytuje funkce, ktere´ je mozˇne´ v
aplikacˇnı´ logice vyuzˇı´vat. Je tedy rˇı´zena aplikacˇnı´ logikou. Naopak prˇi pouzˇitı´ ra´mce je
trˇeba umı´stit aplikacˇnı´ ko´d na prˇedem urcˇena´ mı´sta naprˇı´klad pomocı´ deˇdicˇnosti. Tento
ko´d je pak vola´n a rˇı´zen ra´mcem [3].
Datova´ vrstva se v anglicˇtineˇ oznacˇuje pod na´zvem Data-Access Layer (DAL). Tı´mto
pojmem se take´ neˇkdy nazy´vajı´ knihovny a ra´mce, ktere´ zasta´vajı´ funkci te´to vrstvy. Cˇasto
je tento na´zev zameˇnˇova´n s Database-Abstraction Layer (DBAL). DBAL je typ DAL, ktery´
9pomocı´ svy´ch funkcı´ abstrahuje rozdı´ly mezi detaily a specifikacemi podporovany´ch
SRˇBD. Umozˇnˇuje tak jednodusˇeji zmeˇnit SRˇBD bez velky´ch u´prav aplikacˇnı´ho ko´du.
Samotna´ datova´ vrstva je velmi cˇasto rozdeˇlena na dalsˇı´ podvrstvy. Mezi nejprimitiv-
neˇjsˇı´ DAL patrˇı´ knihovny, ktere´ oznacˇujeme za konektory nebo ovladacˇe. Rˇesˇı´ pouze cˇa´st
proble´mu Impedance mismatch, poskytujı´ za´kladnı´ funkce a zameˇrˇujı´ se pouze na jeden
SRˇBD. Zpravidla umozˇnˇujı´ zadat pouze syrove´ SQL ve formeˇ rˇeteˇzce. Tyto konektory
jsou veˇtsˇinou vytva´rˇeny vy´robcem SRˇBD a rˇı´dı´ podle specifikovany´ch standardu˚. Mnoho
programovacı´ch jazyku˚ ma´ urcˇeno tyto standardy proto, aby sjednotily rozhranı´ a pra´ci
s teˇmito knihovnami, cozˇ umozˇnˇuje lehcˇı´ prˇechod mezi SRˇBD a jednodusˇsˇı´ vytva´- rˇenı´
DBAL. Prˇı´kladem standardu pro jazyk Python je specifikace PEP 2492 .
Konektory pak vyuzˇı´vajı´ jizˇ zmı´neˇne´ DBAL a slozˇiteˇjsˇı´ ra´mce a knihovny snazˇı´cı´ se o
veˇtsˇı´ mı´ru abstrakce. Tyto tak tvorˇı´ dalsˇı´ vrstvu.
Nad touto vrstvou je dnes velmi cˇasto postavena jesˇteˇ dalsˇı´ funkcˇnost majı´cı´ za cı´l
proble´m Impedance mismatch jesˇteˇ vı´ce ulehcˇit a abstrahovat. Touto funkcˇnostı´ je objek-
toveˇ relacˇnı´ mapova´nı´, v anglicˇtineˇObject-Relational Mapping (ORM). ORM lze povazˇovat
za nejvysˇsˇı´ mı´ru abstrakce ze vsˇech typu˚ DAL.
Rozdeˇlenı´ existujı´cı´ch ra´mcu˚ a knihoven do teˇchto trˇı´ vrstev zna´zornˇuje obra´zek 1.
Obra´zek 1: Rozdeˇlenı´ existujı´cı´ch ra´mcu˚ a knihoven pracujı´cı´ch na datove´ vrstveˇ
2http://www.python.org/dev/peps/pep-0249/
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3 Objektoveˇ relacˇnı´ mapova´nı´
Objektoveˇ relacˇnı´ (O/R) mapovanı´, jak uzˇ na´zev napovı´da´, mapuje entity z relacˇnı´ho
modelu na dome´nove´ objekty v aplikacˇnı´ logice nejcˇasteˇji pomocı´ objektu˚ nebo trˇı´d.
Pod pojmem dome´na rozumı´me u aplikace oblast z rea´lne´ho sveˇta, pro kterou se tato
aplikace snazˇı´ vyrˇesˇit nebo zjednodusˇit specificky´ proble´m. Dome´na vymezuje rozsah
pu˚sobnosti aplikace a urcˇuje dome´nove´ objekty. Tyto objekty se v objektoveˇ orientovane´m
jazycemodelujı´ nejcˇasteˇji pomocı´ trˇı´d. Naprˇı´klad, pokud je dome´na na´kup a prodej zbozˇı´,
za dome´nove´ objekty lze povazˇovat kupujı´cı´ho a objedna´vku.
Martin Fowler definuje ve sve´ publikaci neˇkolik na´vrhovy´ch vzoru˚, ktere´ popisujı´
modelova´nı´ dome´novy´ch objektu˚ a prˇı´stup k dome´nove´ logice. Mezi tyto vzory patrˇı´
Transaction Script, Domain Model a Table Module. Popis teˇchto vzoru˚ je nad ra´mec te´to di-
plomove´ pra´ce. Tyto na´vrhove´ vzory se vsˇak berou v potaz prˇi na´vrhu objektoveˇ relacˇnı´ho
mapova´nı´. Vı´ce informacı´ o teˇchto vzorech lze najı´t v knize Martina Fowlera [1].
Podobneˇ jako u DAL se i pod zkratkou ORM neˇkdy oznacˇujı´ ra´mce implementujı´cı´
O/Rmapovanı´. Tyto ra´mce kromeˇ O/Rmapova´nı´ obsahujı´ funkce potrˇebne´ pro komuni-
kaci s relacˇnı´ databa´zı´ popsane´ vy´sˇe v sekci 2.2. Neˇkdy i vyuzˇı´vajı´ existujı´cı´ch DAL, ktere´
tyto funkce obsahujı´ a prˇida´vajı´ k nim O/R mapova´nı´. Veˇtsˇinou obsahujı´ take´ DBAL.
3.1 Rozhranı´ datove´ vrstvy
Kazˇde´ ORM definuje zpu˚sob, ktery´m datova´ vrstva komunikuje s aplikacˇnı´ vrstvou.
Tı´mto rozhranı´m ORM take´ abstrahuje prˇı´stup k databa´zi a z cˇa´sti urcˇuje i architek-
turu dome´nove´ logiky. Martin Fowler pojmenoval neˇkolik za´kladnı´ch typu˚ a na´vrhovy´ch
vzoru˚ pro toto rozhranı´ jako Table Data Gateway, Row Data Gateway, Active Record a Data
Mapper [1]. Ve vsˇech prˇı´padech jsou v objektoveˇ orientovane´m jazyce jako rozhranı´ vyuzˇi-
ty trˇı´dy, pomoci ktery´ch ORM abstrahuje tabulky, pohledy, dynamicke´ dotazy nebo do-
tazy zapouzdrˇene´ v ulozˇeny´ch procedura´ch. Vzory se mezi sebou lisˇı´ typem abstrakce a
zpu˚sobem, jaky´m jsou tyto trˇı´dy vyuzˇity.
3.1.1 Table Data Gateway
Table Data Gateway vyuzˇı´va´ trˇı´dy jako bra´ny k tabulka´m. Tabulka nebo podobny´ data-
ba´zovy´ objekt je namapova´na pomocı´ trˇı´dy. Trˇı´da obsahuje metody pouze pro ukla´da´nı´,
maza´nı´ a vyhleda´va´nı´ v datech tabulky. Jedna instance te´to trˇı´dy prˇitom poskytuje roz-
hranı´ ke vsˇem za´znamu˚m v tabulce a ke konkre´tnı´mu rˇa´dku tabulky se lze dostat jen
prˇeda´nı´m klı´cˇe, jedinecˇne´ho identifika´toru. Tento na´vrhovy´ vzor je ve veˇtsˇineˇ prˇı´padu˚
bezstavovy´.
Kazˇda´ metoda trˇı´dy abstrahujı´cı´ tabulku skry´va´ za svy´m rozhranı´m SQL. Nejcˇasteˇji
komunikuje prˇı´mo s databa´zovy´m ovladacˇem a prˇeda´va´ mu vytvorˇene´ SQL. Data jsou
pak vra´cena ve formeˇ, v jake´ je vracı´ ovladacˇ, v objektu typu Record Set [1]. Record Set
je genericka´ reprezentace relacˇnı´ch dat v pameˇti, veˇtsˇinou podobna´ poli nebo seznamu.
Metody pro vyhleda´va´nı´ v datech pak vracejı´ vzˇdy tento objekt, i pokud se jedna´ pouze o
jediny´ za´znam. Vra´cena´ data navı´c neobsahujı´ zˇa´dnou referenci k tomuto rozhranı´. Toto
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Obra´zek 2: Trˇı´da v na´vrhove´m vzoru Table Data Gateway [1, str. 148]
mu˚zˇe by´t proble´m, a proto se vra´cena´ data neˇkdy obalujı´ dalsˇı´m objektem. Tento objekt
se oznacˇuje jako Data Transfer Object [1].
Vy´hodou prˇi pouzˇitı´ tohoto vzoru je, zˇe jeho rozhranı´ lze vyuzˇı´t jak pro manipulaci
relacˇnı´ch dat, tak pro ulozˇene´ procedury. Take´ shlukuje SQL na jedno mı´sto, cozˇ zjedno-
dusˇuje optimalizaci. Table Data Gateway lze lehce vyuzˇı´t jako rozhranı´ datove´ vrstvy prˇi
pouzˇitı´ vzoru˚ Table Module nebo Transaction Stript v aplikacˇnı´ logice.
Prˇı´kladem tohoto na´vrhove´ho vzoru je obra´zek 2. Na obra´zku je trˇı´da PersonGa-
teway, ktera´ slouzˇı´ jako bra´na k databa´zove´ tabulce Person.
3.1.2 Row Data Gateway
Row Data Gateway abstrahuje tabulku pomocı´ trˇı´dy, jejı´ za´znamy pomocı´ instancı´ te´to
trˇı´dy a jejı´ sloupce pomocı´ atributu˚. Trˇı´dy neobsahujı´ zˇa´dnou aplikacˇnı´ logiku a slouzˇı´
pouze jako bra´na k datu˚m. Jedna instance odpovı´da´ jednomu za´znamu. Lze se tak jedno-
dusˇe dostat ke konkre´tnı´mu rˇa´dku. Instance ma´ navı´c poveˇdomı´ o cele´m rozhranı´, nenı´
tedy trˇeba pouzˇı´vat Data Transfer Object.
Instance obsahuje metody pro manipulaci s daty rˇa´dku, jejich maza´nı´ a ukla´da´nı´.
Datove´ typy atributu˚ trˇı´dy jsou implicitneˇ prˇeva´deˇny na datove´ typy konkre´tnı´ch sloupcu˚
tabulky. Na za´kladeˇ trˇı´d a jejich atributu˚, lze i jednodusˇe generovat pomocı´ na´stroju˚ ORM
relacˇnı´ sche´ma v databa´zi.
Ke kazˇde´ trˇı´deˇ mapujı´cı´ tabulku je vytvorˇena dalsˇı´ trˇı´da, ktera´ slouzˇı´ k vyhleda´va´nı´
za´znamu˚ v te´to tabulce. Tato trˇı´da se v pozadı´ chova´ podobneˇ jako trˇı´da v na´vrhove´m
vzoru Table Data Gateway, a je tak mozˇne´ vyuzˇı´vat i neˇktery´ch vy´hod tohoto vzoru.
Namı´sto objektu Record Set vsˇak trˇı´da pro vyhleda´va´nı´ vracı´ instanci trˇı´dy abstrahujı´cı´
tabulku. Pro zı´ska´nı´ za´znamu je tedy nejdrˇı´ve nutne´ vyuzˇı´t vyhleda´vacı´ trˇı´du.
Prˇı´klad na´vrhove´ho vzoru Row Data Gateway zobrazuje obra´zek 3. Na obra´zku je
trˇı´da PersonFinder, ktera´ vyhleda´va´ data v databa´zove´ tabulce Person a vracı´ instanci
trˇı´dy PersonGateway. PersonGateway pak slouzˇı´ jako rozhranı´ pro konkre´tnı´ rˇa´dek
tabulky Person.
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Obra´zek 3: Uka´zka pouzˇitı´ na´vrhove´ho vzoru Row Data Gateway [1, str. 154]
3.1.3 Active Record
Active Record je na´vrhovy´ vzor podobny´ Row Data Gateway. Stejneˇ jako Row Data
Gateway mapuje struktury v datove´ vrstveˇ velmi u´zce se strukturou databa´ze. Trˇı´dy tak
korespondujı´ s tabulkami v databa´zi a jejich instance a atributy s rˇa´dky a sloupci tabulek.
Oproti RowData Gateway vsˇak trˇı´dy obsahujı´ navı´c i aplikacˇnı´ logiku a veˇtsˇinou jsou tak
povazˇova´ny i za dome´nove´ objekty.
”Trˇı´da ve vzoruActiveRecord typicky obsahujemetody, ktere´majı´ za u´kol na´sledujı´cı´:
• Vytvorˇit instanci trˇı´dy z dat rˇa´dku vra´cene´ho na SQL dotaz
• Vytvorˇit instanci trˇı´dy, ktera´ bude pozdeˇji pouzˇita pro vlozˇenı´ nove´ho za´znamu do
tabulky
• Staticke´ metody, ktere´ obalujı´ cˇasto pouzˇı´vane´ SQL dotazy pro vyhleda´va´nı´ dat a
ktere´ vracejı´ instance trˇı´dy
• Aktualizovat databa´zi daty instance
• Metody pro zı´ska´nı´ a nastavova´nı´ hodnot atributu˚
• Implementace cˇa´sti aplikacˇnı´ logiky“ [1, str. 160]
Tento na´vrhovy´ vzor je intuitivnı´mprˇı´stupem, pokud prˇi na´vrhu databa´zove´ho sche´matu
korespondujı´ tabulky s dome´novy´mi objekty. Proto a pro svou jednoduchost je dnes
velmi rozsˇı´rˇeny´m a cˇasto pouzˇı´vany´m vzorem prˇi na´vrhu ORM. Pouzˇı´va´ se hlavneˇ pro
jednoduche´ syste´my, ktery´m umozˇnˇuje rychlou implementaci rozhranı´ datove´ vrstvy.
Mezi nevy´hody na´vrhove´ho vzoruActive Record patrˇı´ mapova´nı´ vztahu˚ a deˇdicˇnosti,
ktere´ zcˇa´sti rozbı´jı´ jeho principy a prˇispı´vajı´ tak ke sˇpatne´ strukturˇe ko´du a chyba´m,
ktere´ z toho plynou. Podobny´ proble´m nasta´va´ prˇi slozˇiteˇjsˇı´ aplikacˇnı´ logice, jelikozˇ pak
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trˇı´dy vy´razneˇ nabudou na objemu a zasta´vajı´ nemaly´ pocˇet funkcı´. Toto vede ke sˇpatneˇ
testovatelny´m objektu˚m a nevyhnutelneˇ k chyba´m. Active Record se nevyplatı´ pouzˇı´vat,
pokud se dome´nove´ objekty lisˇı´ od struktur v databa´zi nebo pokud by v budoucnumohlo
k takovy´mto zmeˇna´m dojı´t.
3.1.4 Data Mapper
Data Mapper se vyuzˇı´va´ prˇi slozˇiteˇjsˇı´ aplikacˇnı´ logice, prˇi rozdı´lne´m objektove´m a rela-
cˇnı´m sche´matu nebo i cˇasto v prˇı´padech, kdy je potrˇeba pracovat s jizˇ existujı´cı´ databa´zı´.
Dome´nove´ objekty v aplikacˇnı´ logice se prˇi pouzˇitı´ tohoto vzoru nemusı´ shodovat s
databa´zovy´m sche´matem. Lze je vytvorˇit naprosto neza´visle. Je tak mozˇne´ kdykoliv
zmeˇnit databa´zove´ sche´ma nebo struktury v aplikacˇnı´ logice, z cˇehozˇ vyply´va´ mnoho
vy´hod.
Nevy´hodou tohoto prˇı´stupu je prˇida´nı´ dalsˇı´ vrstvy mezi databa´zi a aplikacˇnı´ vrstvu.
Toto se mu˚zˇe negativneˇ projevovat na celkove´m vy´konu a slozˇitosti syste´mu. Proto se
DataMapper nedoporucˇuje pouzˇı´vat pro jednoduche´ prˇı´pady, ktere´ lze vyrˇesˇit naprˇı´klad
pomocı´ vzoru Active Record.
Data Mapper komunikuje s aplikacˇnı´ vrstvou pomocı´ mapovacı´ trˇı´dy, ktera´ posky-
tuje rozhranı´ k zı´ska´va´nı´ dome´novy´ch objektu˚. Mapovacı´ trˇı´da mu˚zˇe abstrahovat jednu
databa´zovou tabulku, jejı´ cˇa´st nebo i vı´ce tabulek. Veˇtsˇinou je vy´hodneˇjsˇı´ pro jednu do-
me´novou trˇı´du vytvorˇit vzˇdy jednu mapovacı´ trˇı´du.
Obra´zek 4 zobrazuje jednoduchy´ prˇı´kladna´vrhove´ho vzoruDataMapper.Naobra´zku
jemapovacı´ trˇı´da PersonMapper, ktera´ zı´ska´va´ data z databa´ze a vracı´ je ve formeˇ instancı´
dome´nove´ trˇı´dy Person. Trˇı´da PersonMapper poskytuje metody i pro ukla´da´nı´ a maza´nı´
teˇchto instancı´. Implementace zı´ska´va´nı´ dat je prˇed trˇı´dou Person skryta´ a databa´zove´
sche´ma mu˚zˇe vypadat jakkoliv.
DataMapper vyuzˇı´va´ pro spra´vu dome´novy´ch objektu˚ strukturu pojmenovanou jako
Identity Map [1]. Tato struktura se stara´ o synchronizaci dome´novy´ch objektu˚ a dat v
pameˇti. Prˇedcha´zı´ prova´deˇnı´ zbytecˇny´ch dotazu˚ do databa´ze, pokud dany´ objekt jizˇ v
pameˇti existuje a zajisˇt’uje, aby v takove´m prˇı´padeˇ mı´sto nove´ho objektu byla vra´cena
reference na existujı´cı´ objekt.
Tento na´vrhovy´ vzor ma´ smysl pouzˇı´vat jen tehdy, pokud se aplikacˇnı´ logika rˇı´dı´ vzo-
rem Domain Model. Prˇi pouzˇitı´ jiny´ch vzoru˚ prˇina´sˇı´ Data Mapper mnoho nadbytecˇny´ch
komplikacı´ a jeho pouzˇitı´ se nevypla´cı´.
3.2 Mapova´nı´ vztahu˚
V relacˇnı´ databa´zi se pouzˇı´vajı´ cizı´ klı´cˇe pro vyja´drˇenı´ relacı´, ale objekty v objektoveˇ
orientovany´ch jazycı´ch dosahujı´ vazeb za pomocı´ referencı´ na vazebnı´ objekt. ORM tento
nesoulad rˇesˇı´ mapova´nı´m vztahu˚.
Mapova´nı´ vztahu˚ a relacı´ patrˇı´ mezi za´kladnı´ funkce ORM. ORM rˇı´dı´cı´ se podle
na´vrhovy´ch vzoru˚ RowDataGateway, Active Record aDataMapper tuto funkci potrˇebu-
jı´, jelikozˇ mapujı´ instance trˇı´d, ktere´ abstrahujı´ databa´zove´ tabulky, na za´znamy teˇchto
tabulek.
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Obra´zek 4: Uka´zka pouzˇitı´ na´vrhove´ho vzoru Data Mapper [1, str. 164]
ORM poskytuje mapova´nı´ pro vsˇechny druhy bina´rnı´ch relacı´.
Relace N:1 nebo 1:1 se mapuje nejjednodusˇeji. Rˇa´dek s cizı´m klı´cˇem v relacˇnı´ data-
ba´zi je namapova´n pomocı´ objektu, ktery´ obsahuje referenci na objekt mapujı´cı´ za´znam
odkazovany´ cizı´m klı´cˇem.
Relace 1:N je v relacˇnı´ databa´zi rˇesˇena opacˇny´m zpu˚sobem nezˇ v objektoveˇ oriento-
vany´ch jazycı´ch. Za´znamy databa´zove´ tabulky Meˇsto obsahujı´ cizı´ klı´cˇ na tabulku Sta´t,
ale instance trˇı´dy Sta´t obsahujı´ kolekci s referencemi na objekty trˇı´dy Meˇsto. ORMmapo-
va´nı´m zajisˇt’uje naplneˇnı´ te´to kolekce vetsˇinou pomocı´ dodatecˇne´ho dotazu do databa´ze,
anebo spojenı´m tabulek ihned prˇi zı´ska´va´nı´ objektu trˇı´dy Sta´t.
Relace N:M se v relacˇnı´ algebrˇe rˇesˇı´ pomocı´ vazebnı´ tabulky, v objektoveˇ oriento-
vane´m jazyce to vsˇak potrˇeba nenı´. Objekty mohou totizˇ jako v prˇı´padeˇ 1:N obsahovat
kolekce s referencemi na vazebnı´ objekty. U´kolem ORM je tyto kolekce naplnit, cozˇ je
zajisˇteˇno opeˇt spojenı´m tabulek nebo dodatecˇny´m dotazem. Komplikovane´ je v tomto
prˇı´padeˇ i zabezpecˇenı´ integrity dat. ORM by meˇlo integritu dat zajisˇt’ovat, a to nejle´pe za
pomoci Identity Map.
Proble´mem, ktery´ musı´ ORM v souvislosti s mapova´nı´m vazeb rˇesˇit je nahra´va´nı´
vazebnı´ch objektu˚ do pameˇti. Nelze vsˇechny vazby nahra´vat najednou, protozˇe hrozı´, zˇe
by sedopameˇti nacˇetlo velke´mnozˇstvı´ dat, v nejhorsˇı´mprˇı´padeˇ cela´ databa´ze.ORMproto
veˇtsˇinou poskytuje funkci Lazy Loading. Lazy Loading zajisˇt’uje, zˇe prˇi nacˇtenı´ objektu z
databa´ze do pameˇti se data, ktera´ tvorˇı´ relaci, nenahrajı´ ihned, ale azˇ prˇi prˇı´stupu k dane´
relaci.
Toto chova´nı´ vsˇak take´ nenı´ vzˇdy idea´lnı´, jelikozˇ v urcˇity´ch prˇı´padech tak ORMmu˚zˇe
generovatmnoho prˇı´stupu˚ do databa´ze, ktere´ by se daly jinak usˇetrˇit. ORMby protomeˇlo
sledovat, jak aplikacˇnı´ vrstva pracuje s objekty a podle toho nahra´vat jejich vazby.
3.3 Mapova´nı´ deˇdicˇnosti
Objektoveˇ relacˇnı´ mapova´nı´ definuje principy, pomocı´ ktery´ch je mozˇne´ mapovat deˇdi-
cˇnost objektoveˇ orientovany´ch jazyku˚ v relacˇnı´ch databa´zı´ch. V soucˇasne´ dobeˇ veˇtsˇina
databa´zı´ deˇdicˇnost prˇı´mo nepodporuje a neexistuje standard, ktery´ by tuto funkcˇnost
pro databa´ze specifikoval. ORM proto cˇasto obsahuje funkce, ktere´ umozˇnˇujı´ deˇdicˇnost
ru˚zny´mi zpu˚soby simulovat.
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Obra´zek 5: Uka´zka na´vrhovy´ch vzoru˚ pro mapova´nı´ deˇdicˇnosti [1, str. 78-79]
Deˇdicˇnost je jednı´m z hlavnı´ch prvku˚ objektoveˇ orientovany´ch jazyku˚ a prostrˇedni-
ctvı´m ORM je mozˇne´ ji vyuzˇı´vat prˇi definici trˇı´d, ktery´mi ORM abstrahuje databa´zove´
tabulky. Mapova´nı´ deˇdicˇnosti je mozˇne´ dosa´hnout trˇemi zpu˚soby, ktere´ Martin Fowler
pojmenova´va´ jako Single Table Inheritance,Concrete Table Inheritance aClass Table Inheritance
[1].
Nevy´hodou tohotomapova´nı´ je slozˇiteˇjsˇı´ struktura tabulek a z toho plynoucı´ zhorsˇenı´
vy´konu operacı´ prova´deˇny´ch nad databa´zı´. Obra´zek 5 zobrazuje prˇı´klady teˇchto trˇı´ na´-
vrhovy´ch vzoru˚.
3.3.1 Single Table Inheritance
Single Table Inheritance, neˇkdy take´ mapova´nı´ pomocı´ unie, pouzˇı´va´ jednu databa´zovou
tabulku pro celou hierarchii trˇı´d. Atributy te´to tabulky tvorˇı´ unii atributu˚ ze vsˇech trˇı´d v
hierarchii. Tabulka navı´c obsahuje sloupec, ktery´ u kazˇde´ho za´znamu urcˇuje k jake´ trˇı´deˇ
v hierarchii na´lezˇı´.
Vy´hodou tohoto prˇı´stupu je, zˇe se prˇi zı´ska´va´nı´ dat nemusı´ pouzˇı´vat spojenı´ tabulek,
jednoducha´ implementace a vysoka´ tolerance vu˚cˇi zmeˇna´m struktury trˇı´d.
Jelikozˇ tabulka obsahuje unii vsˇech atributu˚, spousta sloupcu˚ cˇasto zu˚sta´va´ pra´zd-
ny´ch a jejı´ velikost se mu˚zˇe projevit negativneˇ na vy´konu. Nelze take´ vyuzˇı´t integritnı´ch
omezenı´ pro atributy, ktere´ nejsou sdı´leny vsˇemi trˇı´dami v hierarchii.
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3.3.2 Concrete Table Inheritance
Concrete Table Inheritance definuje pro kazˇdou konkre´tnı´ trˇı´du jednu tabulku v databa´zi.
Tabulka obsahuje vsˇechny atributy trˇı´dy a navı´c i vsˇechny atributy, ktere´ trˇı´da zı´skala
pomocı´ deˇdeˇnı´. Konkre´tnı´ trˇı´dou je mysˇlena kazˇda´ trˇı´da, ktera´ deˇdı´ z abstraktnı´ trˇı´dy, ale
sama abstraktnı´ trˇı´dou nenı´. Veˇtsˇinou jsou to trˇı´dy v hierarchii na pozici listu.
Prˇi zı´ska´va´nı´ za´znamu˚ nenı´ trˇeba spojenı´ tabulek, mezi nevy´hody vsˇak patrˇı´ velka´
citlivost na zmeˇny. Prˇi zmeˇneˇ struktury nadtrˇı´dy je trˇeba zmeˇnit vsˇechny tabulkymapujı´cı´
trˇı´dy, ktere´ z te´to nadtrˇı´dy deˇdı´. Navı´c jsou zde prima´rnı´ klı´cˇe rozdeˇleny do vsˇech tabulek,
cozˇ znesnadnˇuje jejich spra´vu a znemozˇnˇuje vazby pomocı´ cizı´ch klı´cˇu˚.
Concrete Table Inheritance se neˇkdy oznacˇuje take´ jako horizonta´lnı´ mapova´nı´.
3.3.3 Class Table Inheritance
Prˇi pouzˇitı´ vzoru Class Table Inheritance je vytvorˇena tabulka v databa´zi pro kazˇdou
trˇı´du. Tato tabulka vsˇak obsahuje atributy, ktere´ jsou definovane´ pouze v dane´ trˇı´deˇ.
Vy´hodou je velmi jednoduche´ vytvorˇenı´ tohoto mapova´nı´. Tabulka neobsahuje zˇa´dne´
pra´zdne´ sloupce a prima´rnı´ klı´cˇe jsou ulozˇeny na jednom mı´steˇ. Nevy´hodou je slozˇitost
dotazu˚ a jejich pomale´ vyhodnocova´nı´, jelikozˇ docha´zı´ ke spojova´nı´ tabulek.
Jiny´m na´zvem pro Class Table Inheritance by´va´ take´ Joined Table Inheritance nebo
vertika´lnı´ mapova´nı´.
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4 Existujı´cı´ technologie pracujı´cı´ na datove´ vrstveˇ
V te´to kapitole budou popsa´ny existujı´cı´ ra´mce a knihovny pracujı´cı´ na datove´ vrstveˇ
vytvorˇene´ pomocı´ jazykaPython. Bylyvybra´ny trˇi ra´mcenapsane´ v jazycePython:Django
ORM, web2py DBAL a SQLAlchemy.
U kazˇde´ho ra´mce budou popsa´ny techniky mapova´nı´, dotazova´nı´, funkce pro opti-
malizaci komunikace s databa´zı´ a nevy´hody ra´mce.
4.1 Django ORM
Django je ra´mec vytvorˇeny´ v jazyce Python pro tvorbu webovy´ch aplikacı´. Je to jeden
z nejpopula´rneˇjsˇı´ch a nejpouzˇı´vaneˇjsˇı´ch ra´mcu˚ pro tento jazyk [6]. Tvu˚rci tohoto ra´mce
nazy´vajı´ Django jako „webovy´ framework pro perfekcionisty s termı´ny“. „Django pod-
poruje rychly´ vy´voj a cˇiste´, pragmaticke´ konstrukce“ [7]. Jednoho z autoru˚ tohoto ra´mce,
Adriana Holovatyho, inspiroval kytarista Django Reinhard natolik, zˇe po neˇm pojmeno-
val tento framework [8].
Django je zna´mo hlavneˇ pro sve´ automaticky generovane´ administracˇnı´ rozhranı´, ob-
sa´hloudokumentaci a velkoukomunituuzˇivatelu˚. Tento ra´mec se rˇı´dı´ na´vrhovy´mvzorem
model-view-controller (MVC). ORM, ktere´ je soucˇa´stı´ ra´mce prˇedstavujemodelovou cˇa´st.
ORM obsahuje i DBAL a lze jej tak vyuzˇı´t neza´visle na konkre´tnı´m SRˇBD. Mezi
podporovane´ SRˇBD patrˇı´ Oracle, MySQL, PostgreSQL a SQLite. Pro SQLite jsou vsˇak
neˇktere´ funkce omezeny a nelze tak v prˇı´padeˇ jeho pouzˇitı´ vyuzˇı´t celkovy´ potencia´l
ORM. Je to vsˇak da´no i omezenou funkcˇnostı´ tohoto SRˇBD ve srovna´nı´ s ostatnı´mi.
ORM lze pouzˇı´vat neza´visle na ra´mci Django. V soucˇasne´ dobeˇ je Django ve verzi 1.5.
Na´sledujı´cı´ text tak popisuje vlastnosti, ktere´ jsou obsazˇeny v te´to verzi.
4.1.1 Mapova´nı´ v Django ORM
Objektoveˇ-relacˇnı´ mapova´nı´ je v Djangu inspirova´no na´vrhovy´m vzorem Active Record.
Trˇı´da, ktera´ abstrahuje databa´zovou tabulku, tedy kromeˇ mapova´nı´ obsahuje i aplikacˇnı´
logiku. Tuto trˇı´du Django pojmenova´va´ jako „model“.
Aby trˇı´da zı´skala vlastnosti modelu musı´ deˇdit z trˇı´dy Model. Prˇi pouzˇitı´ existujı´cı´
databa´ze lze definici te´to trˇı´dy automaticky vygenerovat pro kazˇdou tabulku. Django
vsˇak preferuje prˇı´stup, prˇi ktere´m se nejdrˇı´ve vytvorˇı´ modely, a na za´kladeˇ te´to definice
pak struktura v databa´zi.
Pro mapova´nı´ sloupcu˚ pouzˇı´va´ model atributy, ktere´ jsou instancemi potomku˚ trˇı´dy
Field. Podporova´ny jsou pouze nejcˇasteˇji pouzˇı´vane´ datove´ typy, cozˇ je da´no neza´vislostı´
ORM na konkre´tnı´m SRˇBD. Kromeˇ teˇchto typu˚ Django neˇktere´ za´kladnı´ typy rozsˇirˇuje a
prˇida´va´ k nim aplikacˇnı´ logiku, naprˇı´klad atribut obsahujı´cı´ pouze emailove´ adresy.
Prˇı´klademmodelu je trˇı´da Author ve vy´pisu 3. Tento model je namapova´n na databa´-
zovou tabulku blogapp_author, kterou Django vygeneruje automaticky. Automaticky
generova´n je i prima´rnı´ klı´cˇ, toto chova´nı´ lze vsˇak zmeˇnit. Je ovsˇem vyzˇadova´no, aby
kazˇda´ tabulka meˇla prima´rnı´ klı´cˇ. Da´le pak musı´ prima´rnı´ klı´cˇ sesta´vat pouze z jednoho
atributu, jelikozˇ ORM nepodporuje slozˇene´ klı´cˇe.
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V definici modelu lze zadat i vytvorˇenı´ indexu nebo unika´tnı´ho integritnı´ho omezenı´
pro konkre´tnı´ atribut. ORM indexy automaticky vytva´rˇı´ pro cizı´ klı´cˇe.
Django ORM podporuje i pouzˇitı´ vı´ce databa´zı´ najednou. Pro kazˇdy´ model je v tako-
ve´m prˇı´padeˇ potrˇeba urcˇit k jake´ databa´zi na´lezˇı´.
4.1.1.1 Instancemodelu Instancemodelu kromeˇdat rˇa´dku tabulkyobsahujı´ imetody
pro pra´ci s teˇmito daty. Mezi nejdu˚lezˇiteˇjsˇı´ patrˇı´ metody pro validaci, ulozˇenı´ a maza´nı´
dat. Data se tedy prˇed ulozˇenı´m validujı´ i v ORM i v databa´zi. Toto ma´ za du˚sledekmı´rneˇ
zvy´sˇenou slozˇitost, jelikozˇ naprˇı´klad prˇi validova´nı´ cizı´ho klı´cˇe ORM kontroluje, zda-li v
databa´zi existuje odkazovany´ za´znam.
Instance pouzˇı´vajı´ stejnoumetodu pro vytvorˇenı´ nove´ho za´znamu i pro ulozˇenı´ zmeˇn.
Pokud instance neobsahuje prima´rnı´ klı´cˇ, je vytvorˇen novy´ za´znam. Pokud klı´cˇ obsahuje,
probeˇhne nejdrˇı´ve kontrola, zda-li za´znam se stejny´m prima´rnı´m klı´cˇem jizˇ existuje, a na
za´kladeˇ vy´sledku se provede dany´ SQL prˇı´kaz.
Zmeˇny dat v instanci se v databa´zi projevı´ azˇ prˇi zavola´nı´ metody pro ulozˇenı´.
4.1.1.2 Mapova´nı´ relacı´ Django ORM umozˇnˇuje definovat relace pro vsˇechny zpu˚-
sobypopsane´ vy´sˇe v sekci 3.2. Prodefinova´nı´ relace je potrˇebavyuzˇı´t trˇı´d z balı´kudjango.
db.models a toOneToOneFieldpro relaci 1:1,ForeignKeypro1:NneboManyToManyField
pro N:M. Prˇı´stup k relacˇnı´mu objektu je pak realizova´n pomocı´ relacˇnı´ho atributu. Pro
zı´ska´nı´ relace je proveden dotaz do databa´ze.
K relaci lze prˇistoupit i prˇes tzv. zpeˇtnou relaci, kdy je mozˇne´ se z odkazovane´ho
objektu dostat na odkazujı´cı´ objekt. V prˇı´padeˇ relace 1:N nebo N:M je mozˇne´ relaci da´le
filtrovat pomocı´ stejny´ch pravidel jako prˇi dotazova´nı´.
Prˇi pouzˇitı´ relace N:M je automaticky vytvorˇena vazebnı´ tabulka. Pokud je to potrˇeba,
lze tuto tabulku prˇedefinovat tak, aby obsahovala doplnˇkove´ informace o vazbeˇ. Ve
vy´pisu 14 je mezi modely Author a Entry automaticky vytvorˇena vazebnı´ tabulka.
Je mozˇno vytvorˇit i rekurzivnı´ relaci, relaci na objekty stejne´ho typu.
4.1.1.3 Mapova´nı´ deˇcˇnosti ORM ra´mce Django podporuje dva typy z vy´sˇe popsa-
ny´ch na´vrhovy´ch vzoru˚ mapova´nı´ deˇdicˇnosti v sekci 3.3. Concrete Table Inheritance a
Class Table Inheritance. Oba dva prˇı´pady jsou pouzˇity ve vy´pisu 14.
Vzoru Concrete Table Inheritance vyuzˇı´va´ model Author, ktery´ deˇdı´ z abstraktnı´ho
modelu Person. Model Person je oznacˇen jako abstraktnı´ pomocı´ meta trˇı´dy. Instance
tohotomodelu nelze ukla´dat, slouzˇı´ pouze pro spolecˇne´ definicemodelu˚, ktere´ z neˇj deˇdı´.
Modely Entry a VlogEntry vyuzˇı´vajı´ Class Table Inheritance. Mezi teˇmito modely
ORM automaticky vytvorˇı´ relaci 1:1. Pokud je instance ba´zove´ho modelu instancı´ i od-
vozene´ho modelu, je mozˇne´ prˇistoupit prˇes relaci k datu˚m odvozene´ho modelu. Prˇi
zı´ska´va´nı´ dat z ba´zove´ho modelu, ORM automaticky zı´ska´ data spojenı´m tabulek i z
modelu odvozene´ho.
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4.1.2 Dotazova´nı´
Django ORM pouzˇı´va´ pro dotazova´nı´ do databa´ze trˇı´dy, ktere´ pojmenova´va´ jako „mana-
zˇery“. Kazˇdy´ manazˇer musı´ deˇdit z trˇı´dy Manager a kazˇdy´ model obsahuje jeden nebo
vı´ce teˇchto manazˇeru˚. Implicitneˇ lze manazˇer nale´zt pod atributem modelu objects.
Takova´to struktura tak oddeˇluje manipulaci s celou tabulkou a manipulaci s rˇa´dkem
tabulky.
Manazˇer poskytuje aplikacˇnı´ programove´ rozhranı´ (API) pomocı´ ktere´ho abstrahuje
SQL.Toto rozhranı´ nema´ za u´kol nahradit vesˇkere´ SQL, pouzeusnadnit prova´deˇnı´ cˇasty´ch
dotazu˚. ORM vsˇak jako celek instruuje svy´mi strukturami snahu nevyjadrˇovat vy´razy
pomocı´ SQL.
API obsahuje metody pomocı´ ktery´ch lze objekty filtrovat, agregovat, rˇadit, limitovat,
a na pozadı´ prova´dı´ SQL. Kazˇda´ z teˇchto metod vracı´ objekt typu QuerySet. QuerySet
se stara´ o samotne´ provedenı´ dotazu, zı´ska´nı´ dat z databa´ze a vytva´rˇenı´ instancı´ modelu˚.
QuerySet ota´lı´ s provedenı´mdotazu, dokuddata nejsou opravdupotrˇeba. Toto umozˇnˇuje
jednotlive´ metody pro dotazova´nı´ rˇeteˇzit. Je take´ mozˇne´ QuerySet ulozˇit do promeˇnne´ a
vzˇdy zı´skat aktua´lnı´ data, jelikozˇ prˇi rˇeteˇzenı´ metod je pokazˇde´ vracen novy´ QuerySet.
Mezi nejdu˚lezˇiteˇjsˇı´ metody objektu QuerySet patrˇı´ all, filter, exclude a get. Me-
toda all vracı´ vsˇechny objekty dane´ho modelu, filter jenom objekty, ktere´ splnˇujı´ pod-
mı´nku, exclude objekty, ktere´ podmı´nku nesplnˇujı´ a get vracı´ jediny´ objekt pro danou
podmı´nku. QuerySet je mozˇne´ da´le omezovat pomocı´ standardnı´ konstrukce pouzˇı´vane´
pro objekty typu pole v jazyce Python. ORM poskytuje i mozˇnost zadat vlastnı´ SQL, z
jehozˇ vy´sledku se pak vytvorˇı´ instance konkre´tnı´ho modelu.
Po kazˇde´ operaci Django ORM prova´dı´ implicitneˇ commit. Pokud je ORM pouzˇito
neza´visle na ra´mci, nejsou transakce podporova´ny.
API pro dotazova´nı´ poskytuje mnoho dalsˇı´ch funkcı´, jejich popis je vsˇak nad ra´mec
te´to diplomove´ pra´ce. Dalsˇı´ informace lze nale´zt v oficia´lnı´ dokumentaci [9]. Uka´zku API
ra´mce Django ORM pro pra´ci z daty zobrazuje vy´pis 6 v sekci 4.4.2.
4.1.3 Optimalizace v Django ORM
DjangoORMumozˇnˇuje svy´mi funkcemi optimalizovat neˇktere´ na´rocˇneˇjsˇı´ operace. Prˇihle´-
dnutı´m k teˇmto optimalizacı´m lze ve veˇtsˇineˇ prˇı´padu˚ zlepsˇit vy´kon ORM.
4.1.3.1 Ukla´da´nı´ do mezipameˇti Pro kazˇdy´ provedeny´ dotaz ORM automaticky ke-
sˇuje vy´sledna´ data. Data nejsou ulozˇena´ ve spolecˇne´ kesˇi, ale ve vy´sledne´m objektu
QuerySet nebo v konkre´tnı´ instanci. Jelikozˇ vsˇak ORM prˇi rˇeteˇzenı´ metod vracı´ vzˇdy
novy´ QuerySet, kesˇ je prˇi kazˇde´ zmeˇneˇ dotazu zahozena a data jsou nacˇtena znovu.
Kesˇ je pouzˇita v instanci v prˇı´padeˇ prˇı´stupu k relacı´m. Platı´ to vsˇak pouze, pokud
relace odkazuje na konkre´tnı´ objekt. Kesˇ se u relacı´ M:N nebo zpeˇtny´ch relacı´ u instance
nepouzˇije [10].
V prˇı´padech, kdy vy´sledny´ QuerySet obsahuje mnoho za´znamu˚, lze vypnutı´m te´to
kesˇe prˇedejı´t zahlcenı´ pameˇti [11].
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4.1.3.2 Nacˇı´ta´nı´ relacı´ Prˇi neopatrne´m pouzˇı´va´nı´ ORM mu˚zˇe dojı´t k tzv. N+1 pro-
ble´mu. N+1 proble´m nasta´va´, pokud je pouzˇit cyklus prˇi zı´ska´va´nı´ dat z databa´ze spolu s
lı´ny´m nahra´va´nı´m. Veˇtsˇinou se tento proble´m projevuje u relacı´.
Vy´pis 1 pouzˇı´va´ sche´ma definovane´ v sekci 4.4. Funkce inefficient v tomto vy´pisu
zobrazuje, jak N+1 proble´m vypada´. Funkce se stara´ o jednoduchy´ vy´pis prˇı´speˇvku˚
a blogu˚, ve ktere´m jsou publikova´ny. Tato funkce vsˇak provede N+1 dotazu˚ do taba´ze.
Jedendotaz pro zı´ska´nı´ vsˇech prˇı´speˇvku˚ aNdotazu˚ pro zı´ska´nı´ blogu kazˇde´ho prˇı´speˇvku.
Tento ko´d navı´c nebere v potaz ani to, zˇe neˇktere´ prˇı´speˇvky mohou by´t publikova´ny ve
stejne´m blogu.
ORM poskytuje rˇesˇenı´ v podobeˇ funkcı´ select_related a prefetch_related.
select_related se pouzˇı´va´ prˇi prˇednacˇtenı´ relacı´, ktere´ odkazujı´ na konkre´tnı´ objekt.
Prˇi pouzˇitı´ te´to funkce se vsˇechny vy´sledne´ objekty a jejich relace nacˇtou jednı´m dota-
zem pomocı´ spojenı´ tabulek, a relacˇnı´ objekty se ulozˇı´ do kesˇe k dane´ instanci. Funkce
efficient ve vy´pisu 1 tedy pouzˇije pouze jeden dotaz do databa´ze.
Stejny´ proble´m mu˚zˇe nastat i prˇi pouzˇitı´ zpeˇtny´ch relacı´ nebo v prˇı´padech, kdy relace
odkazuje na kolekci objektu˚. Pro tento prˇı´pad se vyuzˇı´va´ metoda prefetch_related.
Funkce efficient_backward ve vy´pisu 1 vyuzˇı´va´ te´to metody. Prˇi spusˇteˇnı´ se provedou
dva dotazy. Jeden pro zı´ska´nı´ vsˇech blogu˚ a druhy´ pro zı´ska´nı´ vsˇech prˇı´speˇvku˚. Vy´sledek
se opeˇt ulozˇı´ do kesˇe k dany´m instancı´m blogu.
def inefficient():
for entry in Entry.objects.all():
print ’Prˇı´speˇvek: ’, entry.headline
print ’Publikova´n v blogu: ’, entry.blog.name #Je proveden
dotaz do databa´ze
def efficient():
for entry in Entry.objects.select_related(’blog’).all():
print ’Prˇı´speˇvek: ’, entry.headline
print ’Publikova´n v blogu: ’, entry.blog.name #Hodnota je zı´
ska´na z kesˇe
def efficient_backward():
for blog in Blog.objects.all().prefetch_related(’entry_set’):
print ’Blog: ’, blog.name
print ’Prˇı´speˇvky v blogu: ’
for entry in blog.entry_set.all():#Hodnota je zı´ska´na z kesˇe
print entry.headline
Vy´pis 1: N+1 proble´m a jeho rˇesˇenı´ v Django ORM
4.1.3.3 Omezenı´ sloupcu˚ Implicitneˇ seORMprokazˇdou tabulkudotazujenavsˇechny
jejı´ atributy. Tento prˇı´stup mu˚zˇe by´t obzvla´sˇt’na´rocˇny´ prˇi obsa´hly´ch tabulka´ch nebo ob-
jemny´ch atributech, proto je mozˇne´ dotazy omezit na konkre´tnı´ atributy tabulky. Tento
postup se vsˇak doporucˇuje pouzˇı´vat pouze, pokud nenı´ jiste´, ktere´ konkre´tnı´ atributy
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budou pouzˇity. V opacˇne´m prˇı´padeˇ se doporucˇuje tabulku rozdeˇlit, jelikozˇ tato funkce
mı´rneˇ zvysˇuje rezˇijnı´ na´klady ORM [11].
4.1.3.4 Hromadne´ operace ORMumozˇnˇuje proobjekty stejne´ho typuhromadne´ ope-
race. Mezi poskytovane´ funkce patrˇı´ hromadne´ vytva´rˇenı´, maza´nı´ i ukla´da´nı´. Ve vsˇech
prˇı´padech je vsˇak generova´n vzˇdy jen jeden dotaz a ORM tak neumozˇnˇuje zpracova´va´nı´
po da´vka´ch. Dalsˇı´ nevy´hodou je, zˇe prˇi provedenı´ teˇchto operacı´ je prˇeskocˇena aplikacˇnı´
logika v modelech [10].
4.1.3.5 Ukla´da´nı´ zmeˇn Od verze 1.5 Django ORM umozˇnˇuje prˇi ukla´da´nı´ instance
ulozˇit pouze specifikovane´ atributy. Je tak mozˇno ulozˇit pouze zmeˇneˇna´ data a nezateˇzˇo-
vat databa´zi odesı´la´nı´m vsˇech atributu˚, cozˇ se v prˇı´padeˇ obsa´hle´ho modelu mu˚zˇe po-
zitivneˇ projevit na vy´konu. ORM vsˇak neposkytuje zˇa´dny´ mechanismus, ktery´ by tento
prˇı´stup automatizoval, je tak potrˇeba implementovat vlastnı´ sledova´nı´ zmeˇn [12].
4.1.3.6 Nevytva´rˇenı´ instancı´ ORM poskytuje mozˇnost vyhnout se vytva´rˇenı´ instancı´
modelu z dat vra´ceny´ch databa´zı´. Jelikozˇ je proces vytva´rˇenı´ instancı´ na´rocˇny´, mu˚zˇe tento
postup v prˇı´padech, kdy je potrˇeba zı´skat pouze data, zlepsˇit celkovy´ vy´kon [11].
4.1.3.7 Zjisˇt’ova´nı´ existence Pro zjisˇt’ova´nı´ existence za´znamu˚ v databa´zi umozˇnˇuje
ORM pouzˇı´t u´sporny´ dotaz SELECT (1)... . Vyuzˇitı´ te´to funkce je tedy veˇtsˇinou vy´ho-
dneˇjsˇı´ nezˇ porovna´va´nı´ vy´sledku obycˇejne´ho dotazu [11].
4.1.4 Nevy´hody Django ORM
DjangoORMprˇedstavuje jednoduchou jednovrstvou abstrakci databa´ze poskytujı´cı´ O/R
mapova´nı´. Ma´ ovsˇem i sve´ nevy´hody.
Neˇktere´ z nevy´hod vycha´zı´ z pouzˇitı´ na´vrhove´ho vzoru Active Record. Tento fakt
prˇedurcˇuje Django ORM pro pouzˇitı´ v prˇı´padech jednoduche´ho relacˇnı´ho modelu v
databa´zi. U slozˇiteˇjsˇı´ch konstrukcı´ se projevı´ nevy´hody tohoto vzoru popsane´ v sekci
3.1.3.
ORM je take´ zameˇrˇeno vı´ce na jednoduchost mapova´nı´ a aplikacˇnı´ logiky a prova´dı´
u´stupky na u´kor databa´ze. Prˇi pouzˇitı´ jednoduchy´ch aplikacı´ lze toto prˇehle´dnout, avsˇak
v prˇı´padech syste´mu˚, kdy databa´ze prˇetrva´vajı´ de´le nezˇ aplikacˇnı´ ko´d, je toto rˇesˇenı´
nevyhovujı´cı´.
Dalsˇı´ nevy´hody plynou z pouzˇitı´ O/Rmapova´nı´. API ORM zakry´va´ skutecˇne´ dotazy
prova´deˇne´ nad databa´zı´, cozˇmu˚zˇe ve´st k neuva´zˇene´mupouzˇı´va´nı´ a zateˇzˇova´nı´ databa´ze.
Je proto vzˇdy nutne´ veˇdeˇt, co ORM v konkre´tnı´ch prˇı´padech prova´dı´. Toto ma´ vsˇak za
na´sledek zdvojna´sobenı´ znalostı´ potrˇebny´ch k naucˇenı´, jelikozˇ je potrˇeba zna´t SQL i ORM
API. Opeˇt lze tento proble´m prˇehle´dnout v prˇı´padeˇ jednoduchy´ch aplikacı´, u slozˇiteˇjsˇı´ch
aplikacı´ je to vsˇak potrˇeba.
Mezi hlavnı´ nevy´hody pak patrˇı´ nedostatecˇna´ abstrakce a inkonzistence v syntaxi API
pro dotazova´nı´ do databa´ze. ORM obsahuje dva typy konstrukcı´ pro zı´ska´va´nı´ objektu˚
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z databa´ze. Tyto dva typy jsou vza´jemneˇ nekompatibilnı´, cozˇ zpu˚sobuje, zˇe i pomeˇrneˇ
jednoduche´ dotazy nelze pomocı´ API prove´st. Prˇı´kladem je dotaz, ktery´ pro kazˇdy´ blog
vypı´sˇe celkovy´ cˇas stra´veny´ modifikacı´ jeho prˇı´speˇvku˚. Vy´pis 2 zobrazuje SQL dotaz pro
zı´ska´nı´ teˇchto dat. Pomocı´ API ORM vsˇak nelze vytvorˇit adekva´tnı´ proteˇjsˇek tohoto SQL
[13].
SELECT blog id, SUM(mod date − pub date) FROM blogapp entry GROUP BY blog id;
Vy´pis 2: Prˇı´klad dotazu, ktery´ nelze prove´st pomocı´ Django ORM API
ORM umozˇnˇuje zadat vlastnı´ SQL dotazy, cozˇ rˇesˇı´ veˇtsˇinu proble´mu˚. Toto ovsˇem
nenı´ dokonale´ rˇesˇenı´, jelikozˇ jsou tak ztraceny neˇktere´ vy´hody ORM. V prˇı´padeˇ pouzˇitı´
vlastnı´ho SQL se ztra´cı´ mozˇnost neza´vislosti na konkre´tnı´ databa´zi, modelove´ sche´ma v
aplikaci se rozpada´ a zacˇleneˇnı´ dodatecˇne´ logiky prˇina´sˇı´ komplikace.
4.1.5 Zhodnocenı´
Navzdory nevy´hoda´m uvedeny´m vy´sˇe Django ORM funguje skveˇle pro jednoduche´ prˇı´-
pady a jehopouzˇitı´ usˇetrˇı´mnoho cˇasu.Aprotozˇe se jedna´ o projekt, ktery´ se kazˇdy´mdnem
vyvı´jı´, je mozˇne´, zˇe budou neˇktere´ z vy´sˇe popsany´ch nevy´hod v budoucnu odstraneˇny.
4.2 web2py DBAL
web2py je ra´mec pro tvorbu webovy´ch aplikacı´ napsany´ v jazyce Python, ktery´ vznikl
pu˚vodneˇ jako univerzitnı´ projekt vytvorˇeny´ profesorem Massimem Di Peirrem pro vy´u-
kove´ u´cˇely [14]. Byl stvorˇen s u´myslem co nejvı´ce usnadnit vy´voj webovy´ch aplikacı´ a
proble´my s tı´m spojene´. Cely´ ra´mec je tak distribuova´n pomocı´ balı´ku, ktery´ v za´kladu
obsahuje integrovane´ vy´vojove´ prostrˇedı´ (IDE), webovy´ server, relacˇnı´ databa´zi SQLite
a dokonce i interpret jazyka Python. Nenı´ tedy potrˇeba nic instalovat, balı´k se rozbalı´ a
ihned lze tento ra´mec pouzˇı´vat [15]. Ra´mec se rˇı´dı´ na´vrhovy´m vzorem MVC.
IDE sesta´va´ z administracˇnı´ho rozhranı´, ktere´ je spusˇteˇno na webove´m serveru. Ko´d
lze tak meˇnit v tomto IDE prˇı´mo na serveru a zmeˇny jsou viditelne´ ihned. Ra´mec obsa-
huje pro vytvorˇene´ aplikace i automaticky generovane´ administracˇnı´ rozhranı´ nad daty
podobneˇ jako Django.
web2py implementuje DBAL pro komunikaci s databa´zı´. Odlisˇnost te´to vrstvy od
ORM je popisova´na jako „mapova´nı´ databa´zovy´ch tabulek a za´znamu˚ na instance a trˇı´dy
reprezentujı´cı´ mnozˇiny a za´znamy namı´sto vysoko-u´rovnˇove´ abstrakce“ [14]. Mezi pod-
porovane´ SRˇBD podle oficia´lnı´ dokumentace patrˇı´ Firebird, IBM DB2, Informix, Ingres,
Microsoft SQL Server, MySQL, Oracle, PostgreSQL, Google App Engine amnoho dalsˇı´ch.
Stejneˇ jako Django ORM lze tuto vrstvu pouzˇı´vat neza´visle na ra´mci.
4.2.1 Mapova´nı´ ve web2py DBAL
Trˇı´da web2py.gluon.dal.DAL je vstupnı´mbodempro komunikaci s databa´zı´. Inicializacı´
objektu te´to trˇı´dy je vytvorˇeno spojenı´ s databa´zı´. DBAL obsahuje connection pool, do
ktere´ho se spojenı´ ulozˇı´. Connection pool je mozˇno konfigurovat podle potrˇeby.
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Ra´mec vyzˇaduje pro spra´vnou funkcˇnost datove´ vrstvy nejdrˇı´ve definovat strukturu
tabulek v databa´zi. Definice struktury slouzˇı´ jako metadata prˇi dotazova´nı´ do databa´ze
a umozˇnˇuje tabulky v databa´zi automaticky generovat i meˇnit. Definice tabulek si DBAL
ukla´da´ do specia´lnı´ch souboru˚. Pomocı´ teˇchto souboru˚ lze pak prova´deˇt migrace data-
ba´ze.
Migracemi lze meˇnit datove´ typy konkre´tnı´ch sloupcu˚, odstranˇovat nebo prˇida´vat
nove´ sloupce k tabulka´m a nebo i prˇesouvat cele´ databa´ze do jiny´ch SRˇBD. Migrace
vsˇak nejsou u´plneˇ automatizovane´ a mohou prˇi nich nastat proble´my, ktere´ je potrˇeba
rˇesˇit explicitneˇ. Kromeˇ migracı´ umozˇnˇuje DBAL i export dat do XML, HTML nebo CSV
forma´tu.
DBAL umozˇnˇuje pouzˇı´vat i existujı´cı´ databa´zi, je vsˇak potrˇeba, aby splnˇovala urcˇite´
podmı´nky. Konkre´tneˇ musı´ databa´ze obsahovat pro kazˇdou tabulku prima´rnı´ klı´cˇ a vsˇe-
chny relace musı´ by´t rˇesˇene´ pomocı´ prima´rnı´ho klı´cˇe. web2py DBAL podporuje slozˇene´
klı´cˇe.
Tabulky lze definovat pomocı´ instance trˇı´dy DAL. Je take´mozˇne´ pomocı´ tohoto objektu
tabulka´m da´le nastavovat dalsˇı´ parametry, meˇnit jejich strukturu nebo je i smazat. Pri-
ma´rnı´ klı´cˇ je z definice automaticky vygenerova´n pro kazˇdou tabulku. Sloupce definice
tabulky pak obsahujı´ metody pro validaci, ktere´ lze vyuzˇit prˇed ukla´da´nı´m do databa´ze.
Vy´pis 4 zobrazuje definici tabulky author vyuzˇı´vajı´cı´ abstraktnı´ strukturu person.
DBAL neumozˇnˇuje pomocı´ te´to definice urcˇit databa´zove´ indexy.
4.2.1.1 Pra´ce se rˇa´dkem tabulky Kazˇdy´ dotaz do databa´ze vracı´ mnozˇinu objektu˚
trˇı´dy Row. Tento objekt neprˇedstavuje za´znam tabulky, ale rˇa´dek vy´sledku vra´cene´ho na
dotaz. Data je mozˇne´ zı´skat prˇes atributy rˇa´dku, a pokud rˇa´dek obsahuje prima´rnı´ klı´cˇ,
lze s rˇa´dkem da´le pracovat, modifikovat jeho data nebo rˇa´dek v databa´zi smazat.
Nova´ data se neukla´dajı´ pomocı´ rˇa´dku, ale pomocı´ objektu tabulky. Rˇa´dek vsˇak obsa-
huje metodu, ktera´ automaticky zjistı´, zda-li rˇa´dek v databa´zi vytvorˇit nebo aktualizovat
novy´mi daty. Tato metoda se nemusı´ rˇı´dit pouze pomocı´ prima´rnı´ho klı´cˇe jako v prˇı´padeˇ
Django ORM, ale lze urcˇit atributy, podle ktery´ch metoda provede bud’ vytvorˇenı´ nebo
aktualizaci.
4.2.1.2 Mapova´nı´ relacı´ DBALpodporuje implicitneˇ pouze relace 1:N. Relacˇnı´ za´zna-
m lze zı´skat prˇes atribut rˇa´dku, ktery´ obsahuje cizı´ klı´cˇ. DBAL provede dotaz do databa´ze
a vy´sledek je k tomuto atributu prˇirˇazen.
K relaci lze prˇistoupit i z odkazovane´ho objektu. Pro realizaci zpeˇtne´ relace je potrˇeba
prˇistoupit prˇes atribut rˇa´dku jehozˇ na´zev je totozˇny´ s na´zvem tabulky, do ktere´ na´lezˇı´
vazebnı´ objekty. Vazebnı´ objekty je pak mozˇne´ zı´skat vsˇechny nebo jejich mnozˇinu da´le
limitovat stejny´m zpu˚sobem jako prˇi dotazova´nı´.
Jak je mozˇne´ videˇt ve vy´pisu 15, pro relaci N:M mezi strukturami author a entry
bylo potrˇeba definovat vazebnı´ tabulku. DBAL automaticky vazbu N:M nevytva´rˇı´ ani
nepodporuje. Pro zı´ska´nı´ vazebnı´ch objektu˚ je v prˇı´padeˇ N:M potrˇeba explicitneˇ prove´st
spojenı´ tabulek.
Rekurzivnı´ relace pomocı´ DBAL definovat lze.
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4.2.1.3 Mapova´nı´ deˇdicˇnosti Datova´ vrstva web2py neumozˇnˇuje mapova´nı´ deˇdi-
cˇnosti, jelikozˇ neobsahuje ORM. Nejjednodusˇsˇı´ z na´vrhovy´ch vzoru˚ pro mapova´nı´ deˇdi-
cˇnosti, Concrete Table Inheritance, lze ovsˇemnasimulovat pomocı´ struktur. Prˇı´klad zobra-
zuje vy´pis 15, kde tabulka author rozsˇirˇuje abstraktnı´ definici person. Tabulka person se
v databa´zi neobjevı´ a tabulka author obsahuje vsˇechny sve´ definovane´ sloupce i sloupce
z definice person. V tomto vy´pisu je da´le definova´na tabulka vlog_entry, ktera´ rozsˇirˇuje
konkre´tnı´ definici entry. Obeˇ tyto tabulky jsou v databa´zi vytvorˇeny.
Tabulka vlog_entry pak obsahuje vsˇechny sloupce definovane´ ve sve´ definici a navı´c
i vsˇechny sloupce tabulky entry.
4.2.2 Dotazova´nı´
Pro dotazova´nı´ do databa´ze se pouzˇı´va´ stejny´ objekt jako pro pra´ci s tabulkami. Tento
objekt prˇijı´ma´ jako parametr podmı´nku a vracı´ instanci trˇı´dy Set, ktera´ poskytujemetodu
select. Metoda select pak prˇijı´ma´ sˇiroke´ spektrum atributu˚, ktery´mi lze dotaz da´le
filtrovat a limitovat. Vy´sledkem dotazu jsou objekty rˇa´dku˚, jak bylo popsa´no v sekci
4.2.1.1.
Prˇi tvorˇenı´ dotazu˚ pomoci API se nemusı´ specifikovat tabulky, protozˇe DBAL doka´zˇe
automaticky zjistit potrˇebne´ atributy z ostatnı´ch parametru˚ prˇedany´ch do dotazu. To platı´
i u slozˇiteˇjsˇı´ch dotazu˚ jako je naprˇı´klad spojenı´ tabulek.
Vy´sledna´ data zı´skana´ z databa´ze lze da´le filtrovat a to bez potrˇeby nove´ho dotazu
do databa´ze. DBAL k teˇmto u´cˇelu˚m poskytuje specia´lnı´ API, ktere´ pracuje s vy´sledny´mi
daty v pameˇti.
DBAL umozˇnˇuje pokla´dat dotazy i za pomoci vlastneˇ vytvorˇene´ho SQL. Takto sesta-
veny´ dotaz vsˇak nevracı´ data ve formeˇ instancı´ trˇı´dy Row, ale v za´kladnı´ formeˇ, kterou
vracı´ konkre´tnı´ databa´zovy´ ovladacˇ.
Transakce jsou v DBAL automaticky zapocˇaty, jakmile jsou vyzˇadova´ny neˇjake´ ope-
race nad databa´zı´. Po vykona´nı´ potrˇebny´ch operacı´ je potrˇeba vzˇdy explicitneˇ prove´st
commit nebo rollback. Uka´zku API ra´mce web2py DBAL pro pra´ci z daty zobrazuje
vy´pis 7 v sekci 4.4.2.
4.2.3 Optimalizace ve web2py DBAL
DBAL neposkytuje mnoho optimalizacı´ pro dotazova´nı´ do databa´ze, jelikozˇ syntaxe API
je velmi podobna´ SQL a je tak mozˇne´ pomocı´ tohoto API vytvorˇit skoro jaky´koliv SQL
dotaz.
Proble´m N+1 DBAL nijak neulehcˇuje, a je ho potrˇeba rˇesˇit explicitnı´m spojenı´m tabu-
lek. Jelikozˇ je vsˇak ze syntaxe skoro jasne´ jake´ dotazy se prova´dı´, lze se tomuto proble´mu
jednodusˇeji vyhnout.
Mezi optimalizace, ktere´ DBALposkytuje patrˇı´ kesˇova´nı´ vy´sledkudotazu˚ a hromadne´
operace pro ukla´da´nı´ dat.
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4.2.4 Nevy´hody web2py DBAL
web2py DBAL poskytuje velmi dobre´ API pro dotazova´nı´ do databa´ze. Tento fakt vsˇak
zastinˇuje mnoho nevy´hod.
Vytva´rˇenı´ nebo zmeˇny tabulek jsou bohuzˇel prova´deˇny za beˇhu aplikace. DBAL take´
neulehcˇuje pouzˇitı´ existujı´cı´ databa´ze, jelikozˇ neposkytuje na´stroj, ktery´ by automaticky
vygeneroval definice tabulek a je tak potrˇeba tyto definice vytvorˇit rucˇneˇ.
Jelikozˇ jsou metadata databa´zove´ struktury tabulek pouzˇı´va´ny pro dotazova´nı´, nenı´
mozˇne´ se bez teˇchto definic obejı´t, i pokud nenı´ potrˇeba vytva´rˇet nebo meˇnit databa´zove´
tabulky. Pouze pokud jizˇ ma´ ra´mec ulozˇene´metadata ve svy´ch souborech, lze se definicı´m
vyhnout [16]. Tyto metadata vsˇak vznikajı´ z definic tabulek, proto nelze pouzˇı´t DBAL jen
jako dotazovacı´ na´stroj.
Dalsˇı´ nevy´hodou DBAL je, zˇe jeho databa´zova´ abstrakce je nedostatecˇna´. Prˇebytek
funkcı´, ktere´ obsahuje nelze pouzˇı´t pro vsˇechny SRˇBD amnoho SRˇBD lze pouzˇı´vat pouze
s omezenı´m. Prˇı´kladem jsou neˇktere´ datove´ typy, ktere´ jsou nefunkcˇnı´ pro polovinu
podporovany´ch SRˇBD. DBAL tedy spole´ha´ hodneˇ na fakt, zˇe se SRˇBD nebude meˇnit.
Nejveˇtsˇı´ nevy´hodu vsˇak vidı´m v na´vrhu te´to vrstvy. Obsahuje mnoho na´vrhovy´ch
chyb, ktere´ se mu˚zˇou projevit negativneˇ na projektech vytvorˇeny´ch pomocı´ te´to vrstvy
a dokonce i na stabiliteˇ samotne´ vrstvy. Vsˇechny instance trˇı´d na datove´ vrstveˇ obsahujı´
referenci na spojenı´ do databa´ze. DBAL mı´cha´ dohromady funkce spadajı´cı´ na datovou
vrstvu s funkcemi, ktere´ spadajı´ do jiny´ch vrstev a obsahuje mnoho nepotrˇebny´ch funkcı´,
ktere´ by meˇly by´t distribuova´ny spı´sˇe pomocı´ prˇı´davny´ch modulu˚.
Navı´c je samotna´ struktura ko´du DBAL velice nepeˇkna´. Skla´da´ se z jednoho souboru
o 10000 rˇa´dcı´ch.
4.2.5 Zhodnocenı´
Ra´mecweb2py vznikl jako sˇkolnı´ projekt pro vy´ukove´ u´cˇely. Bohuzˇel tento fakt a nevy´ho-
dy z toho plynoucı´ jsou sta´le zna´t na kvaliteˇ cele´ho ra´mce i prˇesto, zˇe od doby vzniku
prosˇel mnoha zmeˇnami.
Mezi jeho vy´hody patrˇı´ dotazovacı´ API, ktere´ ma´ blı´zko k SQL, funkce jako migrace a
verzova´nı´ databa´zovy´ch za´znamu˚. Jeho vyuzˇitı´ je pro uka´zkove´ nebo velmi jednoduche´
projekty. Pro serio´znı´ projekty se web2py DBAL vsˇak kvu˚li vy´sˇe uvedeny´m nevy´hoda´m
nevyplatı´ pouzˇı´vat.
4.3 SQLAlchemy
SQLAlchemy je ra´mec pracujı´cı´ na datove´ vrstveˇ velmi orientovany´ na SQL. Ra´mec byl
vytvorˇen s mysˇlenkou, zˇe „relacˇnı´ databa´ze se chova´ me´neˇ jako kolekce objektu˚, jakmile
zacˇne vı´ce za´lezˇet na efektiviteˇ a vy´konu, a naopak kolekce objektu˚ se chovajı´ me´neˇ jako
tabulky a za´znamy, jakmile za´lezˇı´ vı´ce na abstrakci databa´ze“[27]. Ra´mec tak umozˇnˇuje
vzˇdy prˇistoupit prˇı´mo k databa´zi, pokud je to nutne´ a za´rovenˇ poskytuje velmi dobrou
abstrakci, ktera´ umozˇnˇuje kompletnı´ odstı´neˇnı´ aplikacˇnı´ logiky od specifik databa´ze.
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SQLAlchemy bylo inspirova´no ra´mcem Hibernate vytvorˇeny´m v programovacı´m jazyce
Java a stejneˇ jako tento ra´mec se rˇı´dı´ na´vrhovy´m vzorem Data Mapper.
Ra´mec pu˚vodneˇ vznikl pouze jako genera´tor dotazu˚ a postupneˇ, jak se vyvı´jel, byly
prˇida´va´ny dalsˇı´ vrstvy, vlastnosti a funkce. Obra´zek 6 zobrazuje architekturu ra´mce tak,
jak vypada´ ve verzi 0.8.
Mezi dveˇ hlavnı´ vrsty ra´mce patrˇı´ ja´dro a ORM. Ja´dro SQLAlchemy se skla´da´ z DBAL
a je mozˇne´ ho vyuzˇı´t samostatneˇ bez ORM. DBAL obsahuje moduly Dialect, Connection
Pooling, Engine, SQL Expression Language a Schema.
Dialect Modul Dialect obsahuje specificke´ vlastnosti pro kazˇdy´ podporovany´ SRˇBD a
databa´zovy´ ovladacˇ. SQLAlchemy se snazˇı´ kromeˇmnoha SRˇBD podporovat i ru˚zne´
typy ovladacˇu˚ pro kazˇdy´ SRˇBD. Tentomodul tedy zpracova´va´ pozˇadavky a aplikuje
je pro konkre´tnı´ SRˇBD a pouzˇity´ ovladacˇ.
Connection Pooling ConnectionPooling je standardnı´ technikoupouzˇı´vanoupro spra´vu
spojenı´, ktera´ efektivneˇ hospodarˇı´ s prˇipojenı´m do databa´ze a poskytuje mozˇnost
pouzˇı´vat spojenı´ na vı´ce mı´stech soucˇasneˇ. Tento modul umozˇnˇuje nastavit vlast-
nosti a chova´nı´ te´to funkce jako je naprˇı´klad obnova prˇerusˇeny´ch spojenı´ nebo
mnozˇstvı´ spravovany´ch spojenı´.
Engine Modul Engine se stara´ o spra´vu konkre´tnı´ho spojenı´. Zı´ska´va´ spojenı´ z modulu
Connection Pooling, zakla´da´ a uzavı´ra´ transakce, prˇeda´va´ pozˇadavky modulu Di-
alect a loguje prˇı´kazy spusˇteˇne´ nad databa´zı´. Tento modul je hlavnı´m rozhranı´m k
databa´zi.
SQL Expression Language Modul SQL Expression Language obsahuje API pro genero-
va´nı´ SQL dotazu˚. API je velmi variabilnı´ a poskytuje mnoho mozˇnostı´, jak dotazy
tvorˇit. Umozˇnˇuje naprˇı´klad vytva´rˇenı´ vnorˇeny´ch dotazu˚, pouzˇı´va´nı´ databa´zovy´ch
funkcı´ a procedur, skla´da´nı´ dotazu˚ zcˇa´sti za pomoci API a zcˇa´sti rucˇneˇ vytvorˇeny´m
SQL nebo i jenom pomocı´ vlastnı´ho SQL.
Prˇi pouzˇitı´ tohoto API je jasneˇ videˇt jake´ SQL dotazy se prova´dı´ a prˇitom je umozˇ-
neˇno dotazy vytva´rˇet jednodusˇe a prˇehledneˇ.
Schema/Types V tomto modulu jsou obsazˇeny funkce pro definova´nı´ struktury a mapo-
va´nı´ relacˇnı´ho sche´matu v databa´zi. Pomocı´ tohoto modulu je mozˇne´ nadefinovat
databa´zove´ tabulky, jejich atributy, vlastnosti a integritnı´ omezenı´. Ra´mec umozˇnˇuje
definovat datove´ typypomocı´ datovy´ch typu˚ jazykaPython i pomocı´ datovy´ch typu˚
relacˇnı´ databa´ze. Tyto typy jsou pak mezi sebou mapova´ny co nejprˇe- sneˇji. SQLAl-
chemy podporuje mnoho databa´zovy´ch datovy´ch typu˚ a umozˇnˇuje nadefinovat i
vlastnı´.
Prˇi pouzˇitı´ ORMra´mce SQLAlchemy jemozˇne´ vmı´stech, kdeORMnevystacˇuje vyuzˇı´t
DBAL a SQL Expression Language. DBAL ra´mce SQLAlchemy je velice podobna´ DBAL
ra´mci web2py a nebude zde tedy podrobneˇ popsa´na. Na´sledujı´cı´ popis se tak zameˇrˇuje
na ORM.
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Obra´zek 6: Architektura ra´mce SQLAlchemy [28, str. 3]
Mezi SRˇBD podporovane´ ra´mcem patrˇı´ Oracle, MSSQL Server, MySQL, PostgreSQL,
SQLite, Sybase a mnoho dalsˇı´ch. Prˇes prˇı´davne´ balı´cˇky lze zı´skat podporu i pro dalsˇı´
SRˇBD.
4.3.1 Mapova´nı´ v SQLAlchemy
Jak bylo popsa´no vy´sˇe, SQLAlchemy ORM se prˇi mapova´nı´ rˇı´dı´ na´vrhovy´m vzorem
Data Mapper. Mapova´nı´ se tedy skla´da´ ze dvou struktur, a to z trˇı´dy z modulu Schema,
ktera´ prˇedstavuje strukturu databa´zove´ tabulky a z mapovacı´ trˇı´dy, ktera´ prˇedstavuje
dome´novy´ objekt. Definice trˇı´d prˇedstavujı´cı´ struktury v databa´zi slouzˇı´ jako metadata a
pouzˇı´vajı´ se prˇi vytva´rˇenı´ dotazu˚ do databa´ze. Mapovacı´ trˇı´da je typu POPO (Plain Old
PythonObject), nerozsˇirˇuje tedy zˇa´dnou ba´zovou trˇı´du a neimplementuje zˇa´dne´ rozhranı´.
V mapovacı´ trˇı´deˇ lze vytvorˇit i valida´tory dat, ktere´ je mozˇne´ volat prˇed ulozˇenı´m dat do
databa´ze.
Pomocı´ trˇı´d, ktere´ prˇedstavujı´ strukturu databa´zovy´ch tabulek umozˇnˇuje SQLAlche-
my vygenerovat SQL ko´d k jejich vytvorˇenı´ a prˇi pouzˇitı´ existujı´cı´ databa´ze lze vygene-
rovat pomocı´ introspekce z databa´zovy´ch tabulek definici teˇchto trˇı´d.
SQLAlchemy lze bez proble´mu pouzˇı´vat s existujı´cı´ databa´zı´. Jedinou podmı´nkou
je, aby kazˇda´ tabulka obsahovala prima´rnı´ klı´cˇ. Ra´mec dovoluje pouzˇı´vat slozˇene´ klı´cˇe
i slozˇene´ vazebnı´ atributy. SQLAlchemy ovsˇem nepodporuje migrace databa´zovy´ch dat.
Te´to funkce lze dosa´hnout azˇ prˇes za´suvne´ moduly trˇetı´ch stran.
Vzhledem k pouzˇitı´ na´vrhove´ho vzoru Data Mapper obsahuje SQLAlchemy mnoho
mozˇnostı´, jak namapovat struktury v databa´zi na dome´nove´ objekty. Na jeden dome´novy´
objekt jemozˇne´ namapovat vı´ce tabulek nebo cˇa´st tabulky. Lze vytvorˇit hybridnı´ a slozˇene´
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atributy, kompozitnı´ sloupce nebo namapovat dome´novy´ objekt cˇi jeho atribut prˇı´mo na
SQL dotaz.
SQLAlchemy ORM obsahuje i mozˇnost definovat sche´ma a struktury v databa´zi po-
dobneˇ jako prˇi pouzˇitı´ na´vrhove´ho vzoru Active Record. Pomocı´ tzv. deklarativnı´ho prˇı´-
stupu lze nadefinovat za pomocı´ jedine´ trˇı´dy mapovacı´ trˇı´du i trˇı´du prˇedstavujı´cı´ struk-
turu v databa´zi. Prˇı´kladem je trˇı´da Author ve vy´pisu 5.
4.3.1.1 Mapova´nı´ relacı´ Ra´mec umozˇnˇuje definovat vsˇechny typy relacı´ popsany´ch
v sekci 3.2. Prˇi definova´nı´ relacı´ je trˇeba rozlisˇovat mezi relacemi na u´rovni databa´ze a
relacemi mezi objekty v dome´nove´ logice. Obeˇ tyto relace je potrˇeba specifikovat. Prˇi
definici relacı´ mezi dome´novy´mi objekty je mozˇne´ urcˇit zpeˇtne´ relace. Da´le je mozˇne´ urcˇit
jaky´m zpu˚sobem se budou vazebnı´ objekty nacˇı´tat, zdali se budou nacˇı´tat vsˇechny a zdali
je bude mozˇne´ da´le filtrovat.
Pro vytvorˇenı´ relace N:M je potrˇeba vzˇdy pomocı´ modulu Schema definovat vazebnı´
tabulku. SQLAlchemy pak automaticky zajistı´ nacˇı´ta´nı´ objektu˚ prˇes tuto vazebnı´ tabulku
prˇi prˇı´stupukN:Mrelaci aposkytuje imozˇnost jednoduche´hovytvorˇenı´ relacˇnı´chobjektu˚.
Ra´mec podporuje i rekurzivnı´ relace.
Prˇed u´pravou nebo maza´nı´m relacˇnı´ch objektu˚ ra´mec vzˇdy tyto objekty z databa´ze
nacˇte. Prˇi maza´nı´ relacˇnı´ch objektu˚ navı´c implicitneˇ neprˇedpokla´da´, zˇe je v databa´zi
nastaveno kaska´dove´maza´nı´ a je potrˇeba to explicitneˇ zadat nebo vazebnı´ objekty smazat
samostatneˇ.
4.3.1.2 Mapova´nı´ deˇdicˇnosti SQLAlchemy podporuje vsˇechny trˇi typy deˇdicˇnostı´
popsany´ch v sekci 3.3. Ra´mec se rˇı´dı´ na´vrhovy´mi vzory deˇdicˇnosti velmi striktneˇ a im-
plementuje deˇdicˇnost prˇesneˇ podle definicı´.
Ba´zova´ trˇı´da rˇı´dı´cı´ se vzorem Class Table Inheritance obsahuje atribut, ktery´ urcˇuje
identitu objektu˚ v hierarchii. Kazˇda´ trˇı´da v hierarchii pak obsahuje definici te´to identity a
konkre´tnı´ trˇı´dy obsahujı´ navı´c cizı´ klı´cˇ na ba´zovou tabulku. Prima´rnı´ klı´cˇe jsou ulozˇeny
pouze v ba´zove´ tabulce. Ra´mec umozˇnˇuje zı´skat objekty z teˇchto tabulek pomocı´ dotazu˚,
ktere´ vyuzˇı´vajı´ polymorfismus.
Podobny´m zpu˚sobem lze definovat i deˇdicˇnost podle vzoru Single Table Inheritance.
Ba´zova´ trˇı´da ma´ opeˇt atribut, ktery´ urcˇuje identitu objektu˚ a kazˇda´ trˇı´da v hierarchii
definici identity. Konkre´tnı´ tabulky pak jizˇ neobsahujı´ cizı´ klı´cˇ na ba´zovou trˇı´du, jelikozˇ
cela´ hierarchie je reprezentova´na v databa´zi jedinou tabulkou.
Prˇi definic trˇı´d, ktere´ vyuzˇı´vajı´ Concrete Table Inheritance je potrˇeba, aby abstraktnı´
ba´zova´ trˇı´da deˇdila z trˇı´dy AbstractConcreteBase. U konkre´tnı´ch trˇı´d je pak potrˇeba
nastavit atribut, ktery´ urcˇuje vytvorˇenı´ tabulky v databa´zi, a definovat jejich identitu v
ra´mci hierarchie. U trˇı´d, u ktery´ch nenı´ definovana´ identita, nelze pouzˇı´t nacˇı´ta´nı´ objektu˚
z databa´ze vyuzˇı´vajı´cı´ polymorfismus.
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4.3.2 Dotazova´nı´
SQLAlchemy pouzˇı´va´ pro pra´ci s objekty syste´m rˇı´dı´cı´ se na´vrhovy´m vzorem Unit of
Work [1]. Unit of Work prˇedstavuje mechanismus, ktery´ synchronizuje vsˇechny zmeˇny
mezi objekty a jejich vazebnı´ za´znamy. Tento syste´m v SQLAlchemy zasˇtit’uje objekt trˇı´dy
Session neboli „sezenı´“.
Objekt trˇı´dy Session se stara´ o vytva´rˇenı´ transakce skrze modul Engine, o stavy
vsˇech objektu˚ registrovany´ch v sezenı´, a prova´dı´ SQL dotazy ve chvı´lı´ch, kdy je to po-
trˇeba. Sezenı´ ota´lı´ s prova´deˇnı´m dotazu˚ do doby nezˇ je to nevyhnutelneˇ nutne´. Objekty
registrovane´ v sezenı´ se pohybujı´mezi stavy transient, pending, persistent nebo detached.
Stav transient Objekt ve stavu transient je instance mapovacı´ trˇı´dy, ktera´ nebyla zatı´m
registrova´na v sezenı´ a data, ktera´ obsahuje nebyla ulozˇena do databa´ze.
Stav pending Instance, ktera´ byla registrova´na do sezenı´, ale jejı´ data zatı´m nebyla ulozˇe-
na do databa´ze, je ve stavu pending.
Stav persistent Objekty, ktere´ jsou zı´ska´ny z databa´ze nebo instance, jejichzˇ data byla
ulozˇena do databa´ze jsou ve stavu persistent.
Stav detached Instance, ktera´ obsahuje data z databa´ze, ale nebyla registrova´na do se-
zenı´, se nacha´zı´ ve stavu detached. Instanci v tomto stavu lze pouzˇı´vat, ale nelze
nacˇı´tat jejı´ vazebnı´ objekty z databa´ze.
Pokud je objekt zaregistrovany´ v sezenı´ aktualizova´n, sezenı´ tuto zmeˇnu automaticky
zaznamena´ a v prˇı´hodne´ chvı´li provede zmeˇny v databa´zi. Vsˇechny zmeˇny, ktere´ ma´
sezenı´ zaregistrova´no jsou provedeny v prˇı´padeˇ, zˇe je prˇes sezenı´ vyzˇadova´no nacˇtenı´
nove´ho objektu z databa´ze, a nebo pokud je transakce ukoncˇena prˇı´kazem commit nebo
rollback. Sezenı´ po ukoncˇenı´ transakce automaticky zapocˇne novou transakci, jakmile
jsou prˇes sezenı´ vyzˇadova´ny dalsˇı´ manipulace s objekty. SQLAlchemy umozˇnˇuje vytva´rˇet
pomocı´ sezenı´ i vnorˇene´ transakce.
Prˇi vytva´rˇenı´ dotazu˚ do databa´ze vracı´ sezenı´ instanci trˇı´dy Query. Tento objekt po-
skytuje metody pro zı´ska´va´nı´ objektu˚ z databa´ze. Metody umozˇnˇujı´ objekty filtrovat,
limitovat a rˇadit. Vy´sledky je mozˇne´ zı´skat ve formeˇ instancı´ mapovacı´ch trˇı´d nebo v
objektech typu pole. API umozˇnˇuje prˇi zı´ska´va´nı´ objektu˚ z databa´ze zadat cˇa´sti dotazu
ve formeˇ vlastneˇ vytvorˇene´ho SQL.
SQLAlchemy ORM vyuzˇı´va´ prˇi pra´ci s objekty strukturu Identity Map. Prˇi zı´ska´va´nı´
objektu˚ z databa´ze tato struktura zjistı´, zda je objekt se stejny´mi daty v sezenı´ jizˇ re-
gistrova´n, a pokud ano vracı´ pouze referenci na tento objekt. Funguje take´ zcˇa´sti jako
jednoducha´ kesˇ, ktera´ obsahuje objekty rozdeˇlene´ podle jejich unika´tnı´ho identifika´toru.
Objekty jsou v Identity Map registrova´ny pouze po dobu transakce. Jakmile transakce
skoncˇı´, data jsou oznacˇena jako zastarala´ a vsˇechna data objektu˚ v pameˇti je potrˇeba
znovu nacˇı´st z databa´ze.
Uka´zku API ra´mce SQLAlchemy pro pra´ci z daty zobrazuje vy´pis 8 v sekci 4.4.2.
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4.3.3 Optimalizace v SQLAlchemy
SQLAlchemy prova´dı´ mnoho optimalizacı´ na pozadı´. Jeho velkou vy´hodou je pouzˇitı´
sezenı´, ktere´ umozˇnˇuje implicitneˇ prova´deˇt hromadne´ operace a spolu s Identity Map
slouzˇı´ jako jednoducha´ kesˇ pro data.
Mezi optimalizace, ktere´ je potrˇeba urcˇit explicitneˇ patrˇı´ nacˇı´ta´nı´ relacˇnı´ch objektu˚.
4.3.3.1 Nacˇı´ta´nı´ relacı´ Podobneˇ jako Django ORM poskytuje SQLAlchemy optimali-
zace v podobeˇ horlive´ho nacˇı´ta´nı´ relacı´ prˇi vytva´rˇenı´ dotazu˚ do databa´ze. Tyto optima-
lizace zabranˇujı´, aby nastal N+1 proble´m, umozˇnˇujı´ efektivnı´ provedenı´ SQL dotazu˚ a
vylepsˇujı´ celkovy´ vy´kon ra´mce.
SQLAlchemy umozˇnˇuje horlive´ho nacˇı´ta´nı´ dosa´hnout pomocı´ vnorˇene´ho dotazume-
todou subqueryload, implicitnı´m spojenı´ tabulek metodou joinedload a nebo explicit-
nı´m spojenı´m tabulek.
SQLAlchemy doporucˇuje vnorˇeny´ dotaz pouzˇı´vat prˇi nacˇı´ta´nı´ kolekce vazebnı´ch ob-
jektu˚ a dotaz vyuzˇı´vajı´cı´ spojenı´ tabulek prˇi relaci N:1 [28]. Prˇi spojenı´ tabulek se totizˇ
veˇtsˇinou prˇena´sˇı´ vı´ce dat (jak bude popsa´no v sekci 5.3.3) a pro zı´ska´nı´ kolekce vazebnı´ch
objektu˚ nemusı´ by´t spojenı´ tabulek vzˇdy nejefektivneˇjsˇı´m rˇesˇenı´m.
4.3.3.2 Nacˇı´ta´nı´ relacı´ prˇi aktualizaci dat Relacˇnı´ objekty je potrˇeba nacˇı´st z databa´ze
prˇed jejich smaza´nı´m nebo u´pravou. SQLAlchemy prova´dı´ toto nacˇı´tanı´ na pozadı´. V
prˇı´padeˇ velky´ch objemu˚ dat se tento faktmu˚zˇe negativneˇ projevit na vy´konu.Nastavenı´m
atributu passive_deletes a cascade v mapovacı´ trˇı´deˇ, lze toto chova´nı´ zmeˇnit.
4.3.4 Nevy´hody SQLAlchemy
SQLAlchemy je velice sofistikovany´m rˇesˇenı´m. Jeho abstrakce je dostacˇujı´cı´ a v prˇı´padech,
kdy nevystacˇuje lze pouzˇı´t vestaveˇnou DBAL. Umozˇnˇuje zı´skat z databa´ze maxima´lnı´
vy´kon, pokud je to potrˇeba, a nebo ji dostatecˇneˇ abstrahovat.
Mezi nevy´hody SQLAlchemy vsˇak patrˇı´ jeho slozˇitost, obsa´hlost a nutnost vsˇe ex-
plicitneˇ nastavovat. Obsahuje mnoho funkcı´, ktere´ nemusı´ by´t vzˇdy vyuzˇı´va´ny, mnoho
mozˇnostı´ a nastavenı´. Pro dokonale´ porozumeˇnı´ cele´ho ra´mce je prˇed jeho pouzˇitı´m po-
trˇeba nastudovat obsa´hly´ manua´l3. Ra´mec tedy vyzˇaduje velkou cˇasovou investici, cozˇ
nemusı´ by´t vzˇdy vy´hodne´.
4.3.5 Zhodnocenı´
SQLAlchemy je nejvı´ce vyspeˇly´m ra´mcem z popisovy´ch technologiı´ v te´to kapitole.
Umozˇ- nˇuje vytvorˇit datovou vrstvu namı´ru konkre´tnı´m podmı´nka´m, lze ho velmi dobrˇe
integrovat do existujı´cı´ch syste´mu˚ a obsahuje podporu pro mnoho SRˇBD. Jeho slozˇitost,
mnozˇstvı´ znalostı´ potrˇebny´ch pro jeho efektivnı´ pouzˇı´va´nı´ a pouzˇitı´ na´vrhove´ho vzoru
Data Mapper jej vsˇak cˇinı´ vhodny´m veˇtsˇinou pouze pro komplexneˇjsˇı´ projekty.
3Dokumentace SQLAlchemy 0.8 dosahuje te´meˇrˇ tisı´ce stra´nek
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4.4 Prakticke´ srovna´nı´ existujı´cı´ch technologiı´ pracujı´cı´ch na datove´ vrstveˇ
Pro prakticke´ srovna´nı´ ra´mcu˚ popsany´ch v te´to kapitole bude kazˇdy´ z nich pracovat s
databa´zovou strukturou, kterou zobrazuje ERD diagram na obra´zku 7. Tato struktura
prˇedstavuje jednoduchou aplikaci pro vytva´rˇenı´ blogu˚. Pokud to bude mozˇne´, budou se
ra´mce snazˇit namodelovat tuto strukturu pomocı´ mapova´nı´. Konkre´tneˇ pak bude mezi
strukturami entry a vlogetry vyuzˇito deˇdicˇnosti Class Table Inheritance a struktura
author bude deˇdit pomocı´ Concrete Table Inheritance z abstraktnı´ struktury person
obsahujı´cı´ atributy jme´no a prˇı´jmenı´.
blog
P * id INTEGER
 name VARCHAR2 (100)
 description CLOB
Blog_PK (id)
Blog__IDX (name)
person
P * id INTEGER
 firstname VARCHAR2 (50)
 lastname VARCHAR2 (50)
person_PK (id)
author
U email VARCHAR2 (75)
 biography CLOB
 photo VARCHAR2 (100)
Author__UN (email)
vlogentry
PF* entry_id INTEGER
 video VARCHAR2 (200)
vlogentry_PK (entry_id)
entry
P * id INTEGER
F * blog_id INTEGER
 headline VARCHAR2 (255)
 body_text CLOB
 pub_date DATE
 mod_date DATE
 comments INTEGER
 rating INTEGER
entry_PK (id)
entry_authors
PF* entry_id INTEGER
PF* author_id INTEGER
entry_authors_PK (author_id, entry_id)
Obra´zek 7: ERD diagram jednoduche´ aplikace pro vytva´rˇenı´ blogu˚
Vy´pisy v sekci 4.4.1 zobrazujı´ mapova´nı´ entit Person a Author pro ra´mce Django
ORM, web2py DBAL a SQLAlchemy. Kompletnı´ mapova´nı´ struktur z diagramu na obra´-
zku 7 byla pro svoji de´lku vlozˇena do prˇı´lohy A. Reprezentace teˇchto struktur v databa´zi
vygenerovana´ ra´mci z teˇchto mapova´nı´ je pak zobrazena v prˇı´loze B.
Vy´pisy v sekci 4.4.2 zobrazujı´ uka´zku pra´ci s daty v ra´mcı´ch Django ORM, web2py
DBAL a SQLAlchemy. Vy´pisy jsou ve forma´tu prˇı´kazove´ rˇa´dky, kdy rˇa´dek zacˇı´najı´cı´
znakem >>> reprezentuje operace, ktere´ jemozˇne´ zadat na prˇı´kazove´ rˇa´dce jazyka Python,
na´sledovane´ vy´stupem, ktere´ tyto operace vyvolaly. Ve vy´pisech jsou take´ prˇida´ny SQL
dotazy, ktere´ jsou vygenerova´ny ra´mci. Tyto dotazy jsou vypsa´ny na mı´stech, kdy jsou
odesla´ny do databa´ze.
Vsˇechny vy´pisy vykona´vajı´ stejne´ operace. Nejdrˇı´ve vytvorˇı´ novy´ za´znam v tabulce
blog. Pote´ tento za´znam aktualizujı´ a zı´skajı´ z databa´ze jeho vazebnı´ objekty ve formeˇ
za´znamu˚ tabulky entry. Da´le je pak vytvorˇendotazdodataba´ze naprvnı´ za´znam tabulky
entry, jehozˇ atributrating je veˇtsˇı´ nezˇ nula a jehozˇ atributheadline je prvnı´ v abecednı´m
porˇadı´. Nakonec jsou zı´ska´ny vsˇechny za´znamy tabulky blog serˇazene´ podle atributu
name pomocı´ vlastneˇ vytvorˇene´ho SQL.
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4.4.1 Mapova´nı´
class Person(models.Model):
firstname = models.CharField(max_length=50)
lastname = models.CharField(max_length=50)
class Meta:
abstract = True
class Author(Person):
email = models.EmailField(unique=True)
biography = models.TextField()
photo = models.ImageField(upload_to=”photos/”)
Vy´pis 3: Uka´zka mapova´nı´ v Django ORM
db = DAL(”postgres://username:password@localhost/database”)
person = db.Table(db, ’person’,
Field(’firstname’, ’string’, length=50),
Field(’lastname’, ’string’, length=50))
db.define_table(’author’,
Field(’email’, ’string’, length=75, unique=True),
Field(’biography’, ’text’),
Field(’photo’, ’upload’),
person)
Vy´pis 4: Uka´zka mapova´nı´ ve web2py DBAL
class Person(AbstractConcreteBase, Base):
id = Column(Integer, primary_key=True)
firstname = Column(String(50))
lastname = Column(String(50))
class Author(Person):
__tablename__ = ’author’
email = Column(String(75))
biography = Column(Text)
photo = String(String(100))
__table_args__ = (UniqueConstraint(’email’), )
__mapper_args__ = {
’polymorphic_identity’:’author’,
’concrete’:True}
Vy´pis 5: Uka´zka mapova´nı´ v SQLAlchemy
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4.4.2 Dotazova´nı´
>>> blog = Blog(name=”New blog”)
>>> blog.save()
#INSERT INTO ”blogapp_blog” (”name”, ”description”) VALUES (\’New
blog\’, \’\’) RETURNING ”blogapp_blog”.”id”
>>> blog.id
1
>>> blog.name = ”New name”
>>> blog.save()
#UPDATE ”blogapp_blog” SET ”name” = \’New name\’, ”description” =
\’\’ WHERE ”blogapp_blog”.”id” = 1
>>> blog.entry_set.all()
#SELECT ”blogapp_entry”.”id”, ... FROM ”blogapp_entry” WHERE ”
blogapp_entry”.”blog_id” = 1
>>> queryset = Entry.objects.filter(rating__gt=0)
>>> entry = queryset.order_by(”headline”)[:1][0]
#SELECT ”blogapp_entry”.”id”, ... FROM ”blogapp_entry” WHERE ”
blogapp_entry”.”rating” > 0ORDER BY ”blogapp_entry”.”headline”
ASC LIMIT 1
>>> Blog.objects.raw(’SELECT * FROM ”blogapp_blog” ORDER BY ”
blogapp_blog”.”name”’)
#SELECT * FROM ”blogapp_blog” ORDER BY ”blogapp_blog”.”name”
[<Blog: Blog object>]
Vy´pis 6: Uka´zka pra´ce s daty v Django ORM
>>> db.blog.insert(name=”New blog”)
#INSERT INTO blog(name) VALUES (’New blog’);
1L
>>> db(db.blog.id == 1).update(name=”New name”)
#UPDATE blog SET name=’New name’ WHERE (blog.id = 1);
>>> blog = db(db.blog.id == 1).select()[0]
#SELECT blog.id, ... FROM blog WHERE (blog.id = 1);
>>> blog.entry.select()
#SELECT entry.id, ... FROM entry WHERE (entry.blog_id = 1);
>>> where = db.entry.rating > 0
>>> entry = db(where).select(orderby=db.entry.headline, limitby=(0
,1))[0]
#SELECT entry.id, ... FROM entry WHERE (entry.rating > 0) ORDER BY
entry.headline LIMIT 1OFFSET 0;
>>> db.executesql(’SELECT * FROM blog ORDER BY blog.name’)
#SELECT * FROM blog ORDER BY blog.name
[(1, ’New name’, None)]
>>> db.commit()
Vy´pis 7: Uka´zka pra´ce s daty ve web2py DBAL
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>>> Session = sessionmaker(bind=engine)
>>> session = Session()
>>> blog = Blog(name=”New blog”)
>>> session.commit()
#INSERT INTO blog (name, description) VALUES (’New name’, NULL)
RETURNING blog.id
>>> blog.id
#SELECT blog.id AS blog_id, ... FROM blog WHERE blog.id = 1
1
>>> blog.name = ”New name”
>>> blog.entry.all()
#UPDATE blog SET name=’New name’ WHERE blog.id = 1
#SELECT entry.id AS entry_id, ... FROM entry WHERE 1= entry.
blog_id
>>> query = session.query(Entry).filter(Entry.rating > 0)
>>> entry = query.order_by(Entry.headline)[:1][0]
#SELECT entry.id AS entry_id, ... FROM entry WHERE entry.raing > 0
ORDER BY entry.headline LIMIT 1
>>> session.query(Blog).from_statement(’SELECT * FROM blog ORDER
BY blog.name’)
#SELECT * FROM blog ORDER BY blog.name
[<blogapp.Blog at 0x9a950ac>]
>>> session.commit()
Vy´pis 8: Uka´zka pra´ce s daty v SQLAlchemy
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5 Specifikace pozˇadavku˚ pro tvorbu nove´ technologie
U´kolem te´to diplomove´ pra´ce bylo vytvorˇit vlastnı´ knihovnu pracujı´cı´ na datove´ vrstveˇ
aplikacˇnı´ho softwaru. Te´ma bylo pu˚vodneˇ diskutova´no s firmou deving4. Tato firma se
veˇnuje tvorbeˇ informacˇnı´ch syste´mu˚ (IS), syste´mu˚ pro spra´vu obsahu (CMS) a podniko-
vy´ch aplikacı´. Pozˇadavkem firmy bylo vytvorˇit novou knihovnu nebo ra´mec na datove´
vrstveˇ, ktery´ by splnˇoval na´roky na specificke´ pouzˇitı´ pro tyto syste´my.
Konkre´tnı´mi pozˇadavky firmy byly:
• jazyk Python Firma vytva´rˇı´ sve´ aplikace pomocı´ programovacı´ho jazyka Python.
Pro zachova´nı´ kompatibility a jednoduchosti je potrˇeba, aby datova´ vrstva byla
implementova´na za pouzˇitı´ tohoto jazyka.
• rychlost zı´ska´va´nı´ dat Jednı´m z nejdu˚lezˇiteˇjsˇı´ch pozˇadavku˚ byl pozˇadavek na cel-
kovy´ vy´kon datove´ vrstvy. Syste´my vytva´rˇene´ firmou jsou typicke´ pro cˇaste´ cˇtenı´ a
obcˇasny´ za´pis. Je tedy potrˇeba, aby vrstva urychlovala hlavneˇ operace pro cˇtenı´.
• konzistentnı´ data, ktera´ drzˇı´ relacˇnı´ sche´ma Firma nesouhlası´ s pouzˇitı´m objektove´
nebo dokumentoveˇ orientovane´ databa´ze, jelikozˇ vy´hody, ktere´ poskytujı´ rela- cˇnı´
databa´zove´ syste´my jsou pro vytva´rˇenı´ syste´mu˚ kriticke´. Datova´ vrstva by se tedy
meˇla zameˇrˇovat na databa´ze relacˇnı´.
• jednoduchost pouzˇitı´ a cˇitelnost syntaxe Datova´ vrstva by meˇla vyzˇadovat mini-
ma´lnı´ znalosti pro jejı´ pouzˇitı´ a meˇla by obsahovat pouze funkce, ktere´ se vyuzˇijı´
prˇi implementaci syste´mu˚. Syntaxe dotazovacı´ho API by meˇla by´t cˇitelna´ a meˇlo by
by´t jasne´ jaky´ dotaz se prˇi spusteˇnı´ provede. Syntaxe by meˇla by´t take´ jednodusˇsˇı´
nezˇ samotne´ SQL nebo za´pis SQL zjednodusˇovat.
• stabilitaVy´sledny´ produkt bymeˇl by´t stabilnı´ ameˇl by dodrzˇovat za´kladnı´ principy
cˇiste´ho ko´du. Struktura datove´ vrstvy a programove´ho ko´du bymeˇla by´t prˇehledna´
a umozˇnˇovat jednoduche´ zmeˇny.
• relacˇnı´ databa´ze PostgreSQL Jako u´lozˇisˇteˇ dat pro sve´ syste´my firma vyuzˇı´va´
SRˇBD PostgreSQL. Firma SRˇBD meˇnit nepla´nuje a nehodla´, a proto pozˇaduje, aby
se datova´ vrstva zameˇrˇovala pouze na PostgreSQL.
Du˚vodem vytvorˇenı´ nove´ knihovny byly neuspokojive´ vlastnosti existujı´cı´ch ra´mcu˚ a
knihoven. V sekci 4 byly popsa´ny jedny z nejpouzˇı´vaneˇjsˇı´ch existujı´cı´ch rˇesˇenı´ pracujı´cı´ch
na datove´ vrstveˇ pro jazyk Python. Zˇa´dne´ z teˇchto rˇesˇenı´ nevyhovuje vsˇem teˇmto pozˇa-
davku˚m a jednotlive´ nevy´hody jsou popsane´ u kazˇde´ho rˇesˇenı´. Kromeˇ teˇchto specificky´ch
nevy´hodmajı´ i dalsˇı´ vlastnosti, ktere´ znesnadnˇujı´ jejich pouzˇitı´ v prˇı´padeˇ vy´sˇe uvedeny´ch
pozˇadavku˚. Mezi tyto vlastnosti patrˇı´ podpora neˇkolika SRˇBD a O/R mapova´nı´.
4http://deving.cz
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5.1 Objektoveˇ-relacˇnı´ mapova´nı´
Na za´kladeˇ pozˇadavku˚ jsem se rozhodl nevyuzˇı´t funkcı´ objektoveˇ-relacˇnı´ho mapova´nı´.
Pozˇadavky odpovı´dajı´ spı´sˇe datove´ vrstveˇ bez O/R mapova´nı´.
Pro O/R mapova´nı´ existuje mnoho kritiky [17, 18, 19, 20]. Ve veˇtsˇineˇ teˇchto prˇı´padu˚
se vsˇak jedna´ o sˇpatne´ pouzˇitı´ O/R mapova´nı´. O/R mapova´nı´ nenı´ rˇesˇenı´m pro vsˇechny
prˇı´pady a snaha o jeho vyuzˇitı´ pro vsˇechny situace vede k brzke´mu odhalenı´ jeho limitu˚.
ORM ma´ sve´ vy´hody a nevy´hody. Pro mnoho projektu˚ je ORM idea´lnı´m rˇesˇenı´m, ktere´
ulehcˇı´ mnoho pra´ce a cˇasu, pro neˇktere´ prˇı´pady vsˇak nenı´ vhodne´.
Prˇi pouzˇitı´ O/R mapova´nı´ je slozˇite´ vytvorˇit jednoduche´ a cˇitelne´ dotazovacı´ API
do databa´ze tak, aby se operace, ktere´ pracujı´ s databa´zı´ neskry´valy za API ORM a
bylo tak jasne´, jake´ dotazy se prova´deˇjı´. Take´ je velmi pravdeˇpodobne´, zˇe API nebude
dostatecˇneˇ abstrahovat databa´zi, cozˇ by znamenalo v prˇı´padeˇ slozˇiteˇjsˇı´ch struktur rozpad
te´to abstrakce. Tento fakt je da´n vza´jemnou nekompatibilitou relacˇnı´ch a objektovy´ch
struktur. Toto se tedy neslucˇuje s pozˇadavkem na jednoduchost a cˇitelnost.
Databa´ze je pomocı´ ORM abstrahova´na, cozˇ veˇtsˇinou znamena´, zˇe vsˇechny funkce
databa´ze nejsou podporova´ny. Pokud je tomu tak, nenı´ vyuzˇit maxima´lnı´ potencia´l vy´ko-
nu databa´ze, cozˇ se neslucˇuje s pozˇadavkem na rychlost zı´ska´va´nı´ dat.
Vytvorˇena´ knihovna tedy nebude implementovat O/R mapova´nı´.
5.2 Podpora ru˚zny´ch SRˇBD
Ra´mce nebo knihovny pracujı´cı´ na datove´ vrstveˇ cˇasto podporujı´ mnoho ru˚zny´ch SRˇBD
a abstrahujı´ aplikacˇnı´ logiku od specifikacı´ a detailu˚, aby tak umozˇnily SRˇBDmeˇnit podle
potrˇeby. Aby bylo dosazˇeno neza´vislosti aplikacˇnı´ logiky na konkre´tnı´ databa´zi, je mozˇne´
abstrahovat pouze spolecˇnou mnozˇinu vlastnostı´ a funkcı´ vsˇech podporovany´ch SRˇBD.
Dle pozˇadavku˚ je vsˇak vyzˇadova´na podpora pouze jedine´ho SRˇBD, cozˇ umozˇnˇuje zameˇrˇit
se vı´ce na tento konkre´tnı´ SRˇBD, podporovat jeho specificke´ vlastnosti a optimalizovat
datovou vrstvu tak, aby co nejvı´ce vyuzˇı´vala konkre´tnı´ho SRˇBD a zvy´sˇila tak celkovy´
vy´kon syste´mu.
Vy´sledna´ knihovna tedy bude implementova´na s mysˇlenkou, zˇe bude vzˇdy podpo-
rovat pouze jediny´ SRˇBD. Tı´mto SRˇBD je PostgreSQL.
5.2.1 Vlastnosti PostgreSQL
SRˇBD PostreSQL obsahuje mnoho specificky´ch vlastnostı´ a funkcı´, ktere´ nejsou mezi
SRˇBD velmi rozsˇı´rˇene´ a nejsou tak obsazˇeny v kazˇde´m SRˇBD. Neˇktere´ z teˇchto vlastnostı´
by vytvorˇena´ knihovna mohla podporovat nebo jich vyuzˇı´vat pro zlepsˇenı´ rychlosti
dotazova´nı´.
Rozmanite´ datove´ typy PostgreSQLumozˇnˇuje vytva´rˇenı´ vlastnı´chdatovy´ch typu˚.Kromeˇ
toho jizˇ obsahuje ru˚zne´ datove´ typy, ktere´ umozˇnˇujı´ ukla´dat naprˇı´klad geograficka´
data, JavaScriptovy´ objektovy´ za´pis (JSON), XML nebo bina´rnı´ data.
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Flexibilnı´ datove´ typy Pomocı´ datove´ho typu hstore umozˇnˇuje SRˇBD ukla´dat data ve
formeˇ klı´cˇ-hodnota. Tento datovy´ typ je bez sche´matu a prˇi jeho pouzˇitı´ lze zı´skat
variabilitu a flexibilitu dat podobneˇ jako vNoSQLdataba´zı´ch. PostgreSQLnavı´c po-
skytuje pro tento datovy´ typ specia´lnı´ dotazovacı´ syntaxi. Da´le pak SRˇBD obsahuje
podporu i pro slozˇene´ datove´ typy a objekty typu pole. Je tak mozˇne´ do jednoho
databa´zove´ho sloupce ulozˇit naprˇı´klad vsˇechny telefonnı´ cˇı´sla pro konkre´tnı´- ho
uzˇivatele.
Fukce pouzˇite´ prˇi dotazova´nı´ Mezi nejzajı´maveˇjsˇı´ funkce, ktere´ lze pouzˇı´t prˇi dotazo-
va´nı´ patrˇı´ naprˇı´klad funkce pro agregova´nı´ jako array_agg, ktera´ vracı´ objekt typu
pole, bool_and, ktery´ pro vsˇechny prvky provede logicky´ soucˇin a nebo funkce
row_to_json, ktera´ vracı´ kazˇdy´ rˇa´dek vy´sledku dotazu ve forma´tu JSON.
Podpora ru˚zny´ch jazyku˚ PostgreSQL umozˇnˇuje vytva´rˇenı´ uzˇivatelsky´ch funkcı´ pomocı´
procedura´lnı´ch jazyku˚. Kromeˇ standardnı´ho PL/pgSQL je mozˇno vyuzˇı´t i Python
(PL/Python), Perl (PL/Perl) nebo i Ruby (PL/Ruby) [23].
Funkce nad okny Funkce nad okny (v anglicˇtineˇ Window Functions) fungujı´ podobneˇ
jako v SRˇBD Oracle. Pomocı´ teˇchto funkcı´ je mozˇne´ prova´deˇt vy´pocˇty nad daty
obdobneˇ jako u agregacˇnı´ch funkcı´, ovsˇem s tı´m rozdı´lem, zˇe data nenı´ nutne´
seskupovat do skupin.
Deˇdicˇnost tabulek PostgreSQL podobneˇ jako SRˇBD Oracle dovoluje vytva´rˇet tabulky s
vyuzˇitı´m deˇdicˇnosti. Tabulka tak zı´ska´ vsˇechny sloupce z deˇdeˇne´ tabulky. Funguje
zde i urcˇity´ druh polymorfismu, kdy na dotaz do ba´zove´ tabulky lze zı´skat data i z
odvozene´ tabulky.
Cˇa´stecˇne´ indexy a omezenı´ Prˇi vytva´rˇenı´ omezenı´ jemozˇne´ zadat podmı´nku, ktera´ bude
urcˇovat, kdy ma´ dane´ omezenı´ platit. Podobny´m zpu˚sobem lze vytvorˇit i indexy,
cozˇ se hodı´ v prˇı´padeˇ, pokud nenı´ potrˇeba vytva´rˇet index pro vsˇechny hodnoty.
PostgreSQL obsahujemnoho dalsˇı´ch funkcı´ a vlastnostı´, jejich popis je vsˇak nad ra´mec
te´to diplomove´ pra´ce. Pro tento SRˇBD navı´c existuje i mnoho za´suvny´ch modulu˚, ktere´
mudoda´vajı´ dalsˇı´ funkce. Procˇ pouzˇı´vat PostgreSQL a dalsˇı´ jeho vlastnosti peˇkneˇ popisujı´
dva cˇla´nky na internetu [21, 22].
5.3 Funkce pro zlepsˇenı´ vy´konu prˇi cˇtenı´ z databa´ze
Jednı´mzpozˇadavku˚navlastnosti vytvorˇene´ knihovnybyla rychla´ komunikace sdataba´zı´,
konkre´tneˇ rychle´ nacˇı´ta´nı´ dat. Aby byl tento pozˇadavek splneˇn, bude knihovna obsahovat
funkce urychlujı´cı´ cˇtenı´ dat. Mezi tyto funkce bude patrˇit simulace materializovany´ch
pohledu˚ a minimalizace prˇena´sˇeny´ch dat.
5.3.1 Simulace materializovany´ch pohledu˚
SRˇBD PostgreSQL obsahuje mnoho funkcı´, ovsˇem materializovane´ pohledy mezi nimi
nejsou. Materializovane´ pohledy jsou jednou z denormalizacˇnı´ch technik, ktere´ se pouzˇı´-
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vajı´ pro urychlenı´ cˇtenı´ dat z databa´ze. Jsoupodobne´ obycˇejny´mdataba´zovy´mpohledu˚m,
ale od teˇchto pohledu˚ se lisˇı´ realizacı´, ktera´ je rˇesˇena´ pomocı´ konstrukce podobne´ data-
ba´zove´ tabulce. Tato tabulka obsahuje kopie dat zı´skane´ pomocı´ SQL dotazu a slouzˇı´
podobneˇ jako kesˇ pro data. Vy´hodou oproti obycˇejny´m pohledu˚m je mozˇnost vytva´rˇenı´
indexu˚ nad touto tabulku a rychlost cˇtenı´ dat.
Pro zajisˇteˇnı´ konzistence dat je potrˇeba, aby v prˇı´padeˇ zmeˇny dat v tabulka´ch, ktere´
tvorˇı´ za´klad pro materializovany´ pohled, byly aktualizova´ny i data v samotne´m mate-
rializovane´m pohledu. To je mozˇne´ bud’ ihned prˇi zmeˇneˇ dat nebo azˇ prˇi explicitnı´m
pokynutı´.
Vy´sledna´ knihovna bude implementovat simulaci materializovany´ch pohledu˚, ktere´
budou aplikovat zmeˇny ihned prˇi zmeˇneˇ ba´zovy´ch dat. Materializovany´ pohled bude
simulova´n pomocı´ tabulky, ktera´ bude vytvorˇena´ na za´kladeˇ SQL dotazu, a pomocı´
triggeru˚, ktere´ budou aktualizovat materializovany´ pohled v prˇı´padeˇ zmeˇny ba´zovy´ch
tabulek.
5.3.2 Automaticka´ denormalizace
Knihovna bude obsahovat mechanismus, ktery´ bude navrhovat denormalizacˇnı´ zmeˇny.
Na za´kladeˇ vstupnı´ch dat, ktere´ budou ve formeˇ SQL dotazu˚ a struktury databa´ze,
mechanismus automaticky rozhodne, pro ktere´ struktury a jakou formou by bylo vhodne´
prove´st zmeˇny vedoucı´ k denormalizaci a ke zlepsˇenı´ rychlosti cˇtenı´ dat. Mechanismus se
nebude soustrˇedit pouzenazlepsˇenı´ rychlosti cˇtenı´, ale budebra´t vpotaz i rychlost operacı´
prˇi aktualizaci dat, ktery´m prˇı´padna´ denormalizace neprospeˇje. Vy´stupem te´to funkce
budou zjisˇteˇne´ u´daje, doporucˇene´ denormalizacˇnı´ zmeˇny a hodnoty cˇasu˚ ukazujı´cı´, o
kolik bude celkovy´ vy´kon syste´mu zlepsˇen.
Tato funkce tak zjednodusˇı´ uzˇivateli rozhodova´nı´, na jake´m mı´steˇ by meˇl vytvorˇit
vy´sˇe popsany´ simulovany´ materializovany´ pohled nebo jine´ denormalizace.
5.3.3 Minimalizace prˇena´sˇeny´ch dat
Knihovna se bude svy´mi funkcemi snazˇit o co nejmensˇı´ objemprˇena´sˇeny´ch dat. V prˇı´padeˇ
pomale´ odezvy databa´zove´ho serveru je pro rychlost komunikace nesmı´rneˇ kriticke´ co
nejme´neˇ prˇeneseny´ch dat pro zı´ska´nı´ vy´sledku dotazu.
Prˇi pokla´da´nı´ dotazu pomocı´ spojenı´ tabulek mu˚zˇe nastat situace, kdy se prˇena´sˇı´
stejna´ data vı´cekra´t. V prˇı´padeˇ dlouhe´ odezvy nebo mnoha sloupcu˚, lze data zı´skat
rychleji rozdeˇlenı´m dotazu na samostatne´ dotazy pro kazˇdou tabulku. Prˇı´klad zobrazuje
tabulka 1. Tabulka je vy´sledkemdotazu z testovacı´ databa´zeworld5, ktery´ vyuzˇı´va´ spojenı´
tabulek. Dotazem byla zı´ska´na pro kazˇde´ meˇsto i zemeˇ, do ktere´ meˇsto na´lezˇı´. Tabulka
vypisuje pro prˇehlednost pouze cˇa´st vy´sledku, ale i na tomto vy´sledku je vsˇak videˇt, zˇe
kazˇdy´ za´znam tabulky country se prˇena´sˇı´ neˇkolikra´t a vznikajı´ neˇkolikana´sobne´ kopie
dat.
Tento proble´m popsal podrobneˇji Jakub Vra´na na sve´m webu a rˇesˇenı´ implementoval
do sve´ knihovny NotOrm [24]. V odkazovane´m cˇla´nku je proveden test, ktery´ dokazuje,
5http://pgfoundry.org/projects/dbsamples/
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zˇe je prˇı´stup samostatny´ch dotazu˚ v neˇktery´ch prˇı´padech vy´hodneˇjsˇı´ nezˇ spojenı´ tabulek.
Test byl spousˇteˇn na SRˇBD MySQL. Vyzkousˇel jsem tedy podobny´ test pro PostgreSQL a
vy´sledek zobrazuje tabulka 2.
city id city name country name country continent country region
201 Sarajevo Bosnia ... Europe Southern Europe
202 Banja Luka Bosnia ... Europe Southern Europe
203 Zenica Bosnia ... Europe Southern Europe
204 Gaborone Botswana Africa Southern Africa
205 Francistown Botswana Africa Southern Africa
206 Sa˜o Paulo Brazil South America South America
207 Rio de Janeiro Brazil South America South America
208 Salvador Brazil South America South America
209 Belo Horizonte Brazil South America South America
210 Fortaleza Brazil South America South America
Tabulka 1: Uka´zka multiplicity dat prˇi spojenı´ tabulek
Podmı´nky Spojenı´ tabulek (s) Samostatne´ dotazy (s)
Loka´lnı´ server (PostgreSQL 9.2) 12.22 5.26
Vzda´leny´ server (PostgreSQL 9.2) 54.34 38.71
Tabulka 2: Vy´sledky testova´nı´ vlivu objemu prˇena´sˇeny´ch dat na celkovy´ vy´kon
V tomto testu byla pouzˇita opeˇt databa´zeworld a pro otestova´nı´ byly polozˇeny dotazy
na zı´ska´nı´ prvnı´ch deseti meˇst, zemı´, do ktery´ch tyto meˇsta patrˇı´ a jazyku˚, ktery´mi se v
teˇchto zemı´ch mluvı´. Dotazy byly polozˇeny pomocı´ spojenı´ tabulek a pomocı´ samostat-
ny´ch dotazu˚. Tabulka obsahuje vy´sledne´ cˇasy v sekunda´ch pro tisı´c spusˇteˇnı´ a vy´sledek
je nejmensˇı´m cˇasem z peˇti provedenı´.
Rozdı´l je patrny´ i prˇi pouzˇitı´ pomeˇrneˇ jednoduchy´ch testovacı´ch dotazu˚. V praxi jsou
pouzˇı´va´ny daleko slozˇiteˇjsˇı´ konstrukce a rozdı´ly mezi teˇmito prˇı´stupy se tak projevı´ vı´ce.
Samostatne´ dotazy na kazˇdou tabulku tedy mohou v urcˇity´ch prˇı´padech urychlit
zı´ska´va´nı´ dat z databa´ze. Pro efektivneˇjsˇı´ provedenı´ dotazu, jehozˇ vy´sledek zobrazuje
tabulka 1 se tedy provede nejdrˇı´ve dotaz do databa´zove´ tabulky city, pote´ se ulozˇı´ cizı´
klı´cˇe vsˇech zı´skany´ch za´znamu˚ odkazujı´cı´ na za´znam v tabulce country a pouzˇijı´ se jako
parametr podmı´nky dotazu do tabulky country. Vy´sledky obou dotazu˚ se vsˇak da´le
musı´ prˇed vypsa´nı´m fina´lnı´ho vy´sledku jesˇteˇ sloucˇit podle cizı´ho klı´cˇe. Konkre´tnı´ postup
zobrazuje vy´pis 9.
Ko´d obstara´vajı´cı´ tuto funkcˇnost je vsˇak monoto´nnı´ a sta´va´ se komplikovany´m prˇi
pouzˇitı´ vı´ce tabulek a ru˚zny´ch typu˚ vazeb. Vytvorˇena´ knihovna tedy bude implementovat
funkcˇnost, ktera´ tento monoto´nnı´ ko´d bude prova´deˇt na pozadı´ a bude pro prova´deˇnı´
samostatny´ch dotazu˚ poskytovat jednoduche´ API.
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cursor.execute(”SELECT id, countrycode, name FROM city”)
cities = cursor.fetchall()
countrycodes = set([city[’countrycode’] for city in cities])
cursor.execute(”SELECT code, name, continent, region FROM country
WHERE code IN (’%s’)” % ”’,’”.join(countrycodes))
countries = cursor.fetchall()
countries_dict = {}
for country in countries:
pk = country[’code’]
countries_dict[pk] = country
for city in cities:
fk = city[’countrycode’]
country = countries_dict[fk]
print city[’name’], country[’name’], country[’continent’],
country[’region’]
...
Vy´pis 9: Zı´ska´va´nı´ dat pomocı´ samostatny´ch dotazu˚
V neˇktery´ch prˇı´padech vsˇak zı´ska´va´nı´ dat pomocı´ samostatny´ch dotazu˚ nenı´ idea´lnı´.
Samostatne´ dotazy mohou v urcˇity´ch situacı´ch z databa´ze prˇena´sˇet zbytecˇne´ mezivy´-
sledky, ktere´ by spojenı´m tabulek byly vyfiltrova´ny. Vytvorˇena´ knihovna tedy kromeˇ
samostatny´ch dotazu˚ bude poskytovat mozˇnost vytvorˇit dotazy do databa´ze i spojenı´m
tabulek.
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6 Na´vrh nove´ technologie pracujı´cı´ na datove´ vrstveˇ
Vytva´rˇenou knihovnu jsem nazval pypg. Knihovna bude splnˇovat vsˇechny pozˇadavky
uvedene´ v sekci 5. Bude napsana´ v jazyce Python a bude se specializovat na komunikaci se
SRˇBD PostgreSQL. Da´le bude obsahovat jednoduche´ dotazovacı´ API do databa´ze, ktere´
bude velmi podobne´ SQL. Knihovna bude mala´, jejı´ architektura prˇehledna´ a pozˇadavky
na spusˇteˇnı´ budou minima´lnı´. Bude obsahovat pouze funkce, ktere´ budou vyuzˇı´va´ny prˇi
tvorbeˇ syste´mu firmou deving a svy´mi funkcemi bude urychlovat operace pro cˇtenı´ dat
z databa´ze.
6.1 Klı´cˇove´ vlastnosti
• Knihovna nebude obsahovat objektoveˇ-relacˇnı´ mapova´nı´ a podobneˇ jako web2py
DBAL bude mapovat databa´zove´ tabulky a rˇa´dky na instance a trˇı´dy reprezentu-
jı´cı´ mnozˇiny a za´znamy. Vzhledem k tomu, zˇe nebude pouzˇito O/R mapova´nı´ se
knihovna nebude rˇı´dit zˇa´dny´m na´vrhovy´m vzorem pro toto mapova´nı´. Mapova´nı´
knihovny pypg vsˇak bude zcˇa´sti podobne´ na´vrhove´mu vzoru Table Data Gateway.
• Knihovna nebude obsahovat zˇa´dny´ mechanismus pro definova´nı´ struktury v data-
ba´zi. Vytvorˇenı´ databa´zovy´ch tabulek knihovna necha´ na uzˇivateli. Prˇi jejı´m pou-
zˇı´va´nı´ tak nebude nutne´ tuto strukturu definovat a bude ji mozˇne´ jednodusˇe pouzˇı´t
s existujı´cı´ databa´zı´. Knihovna bude podporovat pouze jednoduche´ prima´rnı´ klı´cˇe.
• Ra´mce popsane´ v kapitole 4 pouzˇı´vajı´ k vytva´rˇenı´ dotazu˚ do databa´ze mapova´nı´
struktur nadefinovane´ uzˇivatelem. Jelikozˇ tuto funkci knihovna nebude obsahovat,
bude metadata databa´zove´ struktury potrˇebne´ pro sestavova´nı´ dotazu˚ zı´ska´vat po-
mocı´ introspekce. Kompletnı´ sche´ma databa´ze tak bude zjisˇteˇno prˇi startu knihovny
z informacˇnı´ho sche´matu SRˇBD PostgreSQL.
• Knihovna bude metadata databa´zove´ho sche´matu pouzˇı´vat i pro ru˚zna´ zjednodu-
sˇenı´. Naprˇı´klad budou tato data vyuzˇita pro automaticke´ kompletova´nı´ prˇi psanı´
ko´du, pro vy´jimky knihovny nebo pro validova´nı´ vytvorˇeny´ch dotazu˚. Za´rovenˇ
vsˇak nebudou vyzrazova´ny u´daje o databa´zove´m sche´matu, pokud bude knihovna
nasazena v provozu.
• Introspekci dat nebude knihovna vyzˇadovat. Bude mozˇne´ introspekci nahradit sa-
dou prˇedpisu˚, ktera´ bude urcˇovat, jaky´mi pravidly se rˇı´dı´ sche´ma v databa´zi. Toho
bude mozˇne´ dosa´hnout rozsˇı´rˇenı´m trˇı´dy Naming a prˇedefinova´nı´m patrˇicˇny´ch me-
tod. Implicitneˇ bude tato trˇı´da obsahovat pravidla, ktere´ budouurcˇovat, zˇe prima´rnı´
klı´cˇ kazˇde´ tabulky ma´ na´zev id a kazˇdy´ cizı´ klı´cˇ odkazujı´cı´ se na tabulku tabulka
ma´ na´zev tabulka_id.
• Knihovna nebude poskytovat zˇa´dnou validaci dat. Pro zajisˇteˇnı´ konzistence dat je
lepsˇı´, pokud se data validujı´ pouze v databa´zi, protozˇe prˇi prˇı´stupu do databa´ze
prˇes jinou aplikaci mu˚zˇe dojı´t k inkonzistenci dat [25].
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6.2 Architektura
Prˇi vytva´rˇenı´ knihovny bude kladem zrˇetel na cˇistotu a jednoduchou strukturu ko´du.
Kniha Roberta Martina poslouzˇı´ jako zdroj pravidel a postupu˚ prˇi vytva´rˇenı´ knihovny
pypg [26]. Celkova´ funkcˇnost bude tak rozdeˇlena do kompaktnı´ch jednoduchy´ch trˇı´d,
ktere´ budou veˇtsˇinou v samostatny´ch modulech. Na´zvy funkcı´, metod a promeˇnny´ch
budou vytvorˇeny s rozvahou tak, aby nepotrˇebovaly komenta´rˇe. Komenta´rˇe v ko´du
zastara´vajı´ a cˇasto jimnenı´ veˇnova´na stejna´ pozornost prˇi zmeˇna´ch, cozˇ vedekezmateny´m
informacı´m [26]. Jediny´m zdrojem pravdivy´ch informacı´ (SSOT) je ko´d. Knihovna tedy
nebude obsahovat mnoho komenta´rˇu˚, ale bude napsa´na se snahou, aby ko´d popisoval
sa´m sebe. Knihovna bude z 95% pokryta jednotkovy´mi testy, ktere´ budou zjednodusˇovat
prˇı´padne´ zmeˇny6.
Nı´zˇe jsou popsa´ny trˇı´dy, ktere´ budou hlavnı´ kostrou knihovny. Vsˇechny tyto trˇı´dy
zobrazuje diagram na obra´zku 8.
PyPg Trˇı´da je vstupnı´m bodem cele´ knihovny. Umozˇnˇuje nastavovat vlastnosti knihovny
a poskytuje prˇı´stup k objektu˚m trˇı´dy Table. Pomocı´ te´to trˇı´dy se spousˇtı´ i vytva´rˇenı´
materializovany´ch pohledu˚ a automaticka´ denormalizace.
Table Trˇı´da je rozhranı´m nad databa´zovou tabulkou. Pomocı´ svy´ch metod umozˇnˇuje
vytva´rˇet dotazy do databa´ze. Poskytuje prˇı´stup k objektu˚m trˇı´dy Column.
TableValidator Trˇı´da, ktera´ validuje dotazy prˇed prova´deˇnı´mnaddataba´zı´. Je vyuzˇı´va´na
trˇı´dou Table a trˇı´dou Row.
RestrictedTableSelect Trˇı´da, ktera´ se pouzˇı´va´ prˇi prˇı´stupu k relacı´m. Umozˇnˇuje vazebnı´
objekty filtrovat a poskytuje podobne´ metody jako trˇı´da Table.
ResultSet Reprezentace vy´sledku vra´cene´ho na SQL dotaz. Umozˇnˇuje funkci samosta-
tny´ch dotazu˚, ktera´ minimalizuje objem prˇena´sˇeny´ch dat, a poskytuje prˇı´stup k
instancı´m trˇı´dy Row.
Row Trˇı´da prˇedstavuje rˇa´dek vy´sledku vra´cene´ho na SQL dotaz. Umozˇnˇuje s rˇa´dkem
da´le pracovat, poskytuje metody pro aktualizaci a maza´nı´ a metody pro prˇı´stup k
vazebnı´m objektu˚m rˇa´dku˚.
ReadOnlyRow Reprezentace rˇa´dku z vy´sledku SQL dotazu, ktery´ pouzˇı´val spojenı´ ta-
bulek nebo neobsahuje prima´rnı´ klı´cˇe. Umozˇnˇuje data rˇa´dku pouze cˇı´st.
Column Trˇı´da prˇedstavujı´cı´ databa´zovy´ sloupec. Pouzˇı´va´ se prˇi tvorˇenı´ dotazu˚ a posky-
tuje ru˚zne´ metody pro vyhleda´va´nı´ rˇa´dku. Vracı´ objekt trˇı´dy Literal.
Literal Reprezentace podmı´nky dotazu obsahujı´cı´ text a hodnoty. Trˇı´da SQLBuilder z
instancı´ te´to trˇı´dy sestavuje SQL dotaz.
SQLBuilder Trˇı´da pro sestavova´nı´ SQL dotazu.
6Pro zjisˇteˇnı´ pokrytı´ ko´du testy bude vyuzˇit Python coverage (https://pypi.python.org/pypi/coverage)
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Query Trˇı´da, ktera´ prˇijı´ma´ hodnoty vra´cene´ instancı´ trˇı´dy SQLBuilder, prova´dı´ SQL
dotaz a zı´ska´va´ vy´sledna´ data. Take´ shromazˇd’uje statistky pro automatickou de-
normalizaci.
Manager Trˇı´da, ktera´ se stara´ o spra´vu spojenı´ a o nastavenı´ knihovny.
PyPgCursor Trˇı´da deˇdı´ ze trˇı´dypsycopg2.extras.DictCursor apokud je to nastaveno,
loguje dotazy pomocı´ standardnı´ho logova´nı´ jazyka Python a pro kazˇdy´ dotaz meˇrˇı´
cˇas prova´deˇnı´.
PyPgException Trˇı´da vytvorˇena´ pro vy´jimky vyvolane´ knihovnou.
Structure Trˇı´da, ktera´ abstrahuje strukturu databa´ze a poskytuje metody pro vyhleda´-
va´nı´ v te´to strukturˇe.
Naming Trˇı´da obsahuje pravidla, podle ktery´ch se rˇı´dı´ struktura databa´ze. Pokud nenı´
povolena introspekce, je vyuzˇı´va´na trˇı´dou Structure.
ResultCache Trˇı´da uchova´va´ data prˇi pouzˇitı´ funkce samostatny´ch dotazu˚. Umozˇnˇuje
v teˇchto datech vyhleda´vat a rozdeˇlovat je podle prˇı´slusˇny´ch vazeb. Je vyuzˇı´va´na
trˇı´dou ResultSet.
Obra´zek 8: Diagram trˇı´d knihovny pypg
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6.3 Funkce pro zrychlenı´ cˇtenı´ dat
Knihovna bude implementovat funkce, ktere´ urychlujı´ a optimalizujı´ cˇtenı´ dat z databa´ze.
Tyto funkce byly popsa´ny v pozˇadavcı´ch v sekci 5.3.
6.3.1 Simulace materializovany´ch pohledu˚
Trˇı´da MaterializedView bude obsahovat logiku pro simulaci materializovany´ch po-
hledu˚. Tato trˇı´da bude umozˇnˇovat materializovane´ pohledy vytva´rˇet i mazat. Pro vy-
tvorˇenı´ materializovane´ho pohledu bude potrˇeba zavolat metodu create_view na in-
stanci trˇı´dy PyPg. Metoda bude prˇijı´mat jako prvnı´ parametr na´zev materializovane´ho
pohledu a jako druhy´ parametr dotaz vytvorˇeny´ pomocı´ API knihovny.
Nejdrˇı´ve bude dotaz validova´n a pomocı´ introspekce bude zjisˇteˇno, zda obsahuje
prima´rnı´ klı´cˇe vsˇech dotazovany´ch tabulek. Pokud ne, budou prima´rnı´ klı´cˇe do dotazu
prˇida´ny, jelikozˇ jsou potrˇeba prˇi aktualizaci za´znamu˚. Pote´ bude vsˇem sloupcu˚m vdotazu
vytvorˇen alias slozˇeny´ z na´zvu tabulky a sloupce tak, aby se prˇedesˇlo prˇı´padny´m kolizı´m
v na´zvech.
Pomocı´ vy´sledne´ho dotazu bude v databa´zi vytvorˇen pohled a tento pohled bude pak
pouzˇit jako zdroj dat prˇi vytva´rˇenı´ tabulky materializovane´ho pohledu. Pro tuto tabulku
bude vytvorˇen prima´rnı´ klı´cˇ slozˇeny´ ze vsˇech klı´cˇu˚ zjisˇteˇny´ch drˇı´ve pomocı´ introspekce.
Pro kazˇdou tabulku obsazˇenou v dotazu budou vytvorˇeny triggery pro vlozˇenı´, aktu-
alizaci a smaza´nı´ za´znamu. Prˇi aktualizaci za´znamu budou v tabulce materializovane´ho
pohledu podle prima´rnı´ho klı´cˇe vyhleda´ny vsˇechny korespondujı´cı´ za´znamy. Tyto za´zna-
mybudou smaza´ny apak znovunacˇtenypomocı´ pohleduvytvorˇene´hodrˇı´ve.Aktualizace
za´znamu˚ budou fungovat spolehliveˇ i prˇi zmeˇneˇ prima´rnı´ho klı´cˇe.
Cely´ proces zobrazuje diagram na obra´zku 9.
Metoda drop_mview trˇı´dy PyPg pak odstranı´ z databa´ze celou tuto logiku. Tabulku
materializovane´ho pohledu, pohled pomocı´, ktere´ho byla tabulka vytvorˇena, a vsˇechny
triggery aktualizujı´cı´ data pro tento materializovany´ pohled.
S vytvorˇeny´m materializovany´m pohledem bude mozˇne´ pracovat stejneˇ jako s oby-
cˇejnou tabulkou. Podporova´ny budou pouze operace pro cˇtenı´ dat, jelikozˇ materializo-
vany´ pohled nebude obsahovat mechanismus, ktery´ by aktualizace dat aplikoval i na
ba´zove´ tabulky (vı´ce v sekci 6.5.3).
I kdyzˇ bude mozˇne´ vytva´rˇenı´ materializovane´ho pohledu spustit za beˇhu aplikace,
meˇlo by by´t vytva´rˇenı´ nebo mazanı´ spousˇteˇno mimo beˇh aplikace, jelikozˇ je to cˇasoveˇ
na´rocˇna´ operace.
6.3.2 Automaticka´ denormalizace
Cely´ proces automaticke´ denormalizace bude zapocˇat prˇi zapnutı´ logova´nı´ statistik. Kni-
hovna si vytvorˇı´ soubor, doktere´ho bude logovat vsˇechnydotazy, ktere´ se budouprova´deˇt
nad databa´zı´. Kazˇdy´ rˇa´dek v tomto souboru bude ve forma´tu JSON a bude obsahovat
provedeny´ dotaz, cˇas prova´deˇnı´ dotazu a na´zvy sloupcu˚ a tabulek pouzˇity´ch v dotazu.
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Obra´zek 9: Diagram aktivit zobrazujı´cı´ vytva´rˇenı´ materializovane´ho pohledu
Ve stejne´m okamzˇiku se provede i za´loha soucˇasne´ho stavu databa´ze, aby pak bylo
mozˇne´ simulovat stejne´ podmı´nky prˇi testova´nı´ denormalizace.
Pote´, co bude knihovna neˇjaky´ cˇas v provozu a kazˇdy´ prova´deˇny´ dotaz bude logova´n,
budemozˇne´ spustit proces automaticke´ denormalizace. Tento proces budemozˇne´ spustit
pomocı´metody start_denormalization trˇı´dy PyPgmimobeˇh aplikace. Prˇed spusˇteˇnı´m
bude doporucˇeno pomocı´ knihovny vytvorˇit spojenı´ na testovacı´ databa´zovy´ server,
jelikozˇ produkcˇnı´ server by mohl by´t touto operacı´ velmi zateˇzˇova´n.
Trˇı´dy obstara´vajı´cı´ funkcˇnost automaticke´ denormalizace budou implementova´ny v
modulu pypg.denormalization. Prˇi spusˇteˇnı´ procesu nejdrˇı´ve pomocı´ trˇı´dy Analyzer
probeˇhne analy´za. Tato trˇı´da si nacˇte data a statistiky ulozˇene´ v souboru s logovany´mi do-
tazy. Tyto data pote´ zanalyzuje a zjistı´ prˇı´padne´ denormalizacˇnı´ zmeˇny, ktere´ by mohly
prospeˇt rychlosti cˇtenı´ dat z databa´ze. Pro denormalizacˇnı´ zmeˇny bude podmı´nka, zˇe
celkovy´ cˇas dotazu˚ stra´veny´ cˇtenı´m nad konkre´tnı´ tabulkou musı´ by´t veˇtsˇı´ nezˇ cˇas stra´-
veny´ za´pisem. Pokud tomu tak nenı´, nebude mı´t smysl nad touto tabulkou prova´deˇt
denormalizaci, jelikozˇ to operace za´pisu jesˇteˇ vı´ce zpomalı´. Trˇı´da pote´ vra´tı´ kolekci vsˇech
doporucˇovany´ch denormalizacˇnı´ch zmeˇn v podobneˇ instancı´ trˇı´dy Improvement. Tato
kolekce bude obsahovat i seznam dotazu˚, ktere´ byly zı´ska´ny ze statistik, a ktere´ derno-
malizacˇnı´ zmeˇny ovlivnı´.
Kazˇda´ denormalizacˇnı´ zmeˇna bude pote´ otestova´na nad testovacı´ databa´zı´. Za´loha
databa´ze, zı´skana´ drˇı´ve, bude nahra´na do testovacı´ databa´ze. Denormalizace bude v
databa´zi nejdrˇı´ve vytvorˇena a pote´ budou spusˇteˇny dotazy zı´skane´ ze statistik, ktere´
interagujı´ s tabulkami nebo strukturami ovlivneˇne´ denormalizacı´. Aby byly zarucˇeny
stejne´ podmı´nky pro vsˇechny testy, bude vzˇdy prˇed kazˇdy´m testem databa´ze prˇevedena
do stavu v jake´m byla prˇed testova´nı´m.
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Vy´stupem bude seznam otestovany´ch denormalizacˇnı´ch zmeˇn, ktery´ bude obsaho-
vat doporucˇenı´, zda konkre´tnı´ denormalizacˇnı´ zmeˇnu implementovat, a cˇasy, ktere´ toto
doporucˇenı´ odu˚vodnˇujı´.
Cely´ proces automaticke´ denormalizace lze videˇt na obra´zku 10. Mezi denormaliza-
cˇnı´mi zmeˇnami bude podporova´n pouze materializovany´ pohled.
Obra´zek 10: Diagram aktivit zobrazujı´cı´ procesy automaticke´ denormalizace
6.3.3 Minimalizace prˇena´sˇeny´ch dat
Knihovna bude implementovat mechanismus popsany´ v sekci 5.3.3. Tento mechanismus
zmensˇuje objem prˇena´sˇeny´ch dat pomocı´ samostatny´ch dotazu˚ a tak i urychluje cˇtenı´ z
databa´ze. Celkova´ funkcˇnost bude prova´deˇna na pozadı´ a prˇi dotazova´nı´ nebude potrˇeba
nic dalsˇı´ho implementovat.
Jak bude fukce vypadat zobrazuje vy´pis 10. Tento vy´pis pouzˇı´va´ strukturu definova-
nou v sekci 4.4. Vy´stupem tohoto vy´pisu je seznam vsˇech blogu˚ a pro kazˇdy´ blog prvnı´ch
deset prˇı´speˇvku˚ v tomto blogu a jejich autorˇi. Knihovna v tomto prˇı´padeˇ provede pouze 4
dotazy. Jeden dotaz pro zı´ska´nı´ dat z kazˇde´ tabulky pouzˇite´ v tomto vy´pisu (blog, entry,
entry_authors a author).
Knihovna bude rozpozna´vat, zˇe se vy´sledek dotazu procha´zı´ smycˇkou, ulozˇı´ si prima´-
rnı´ klı´cˇe vsˇech za´znamu˚, ktery´mi je procha´zeno, a v prˇı´padeˇ prˇı´stupu k relaci za pomoci
teˇchto klı´cˇu˚ vytvorˇı´ novy´ dotaz. Jelikozˇ by nebylo efektivnı´ vytva´rˇet prˇi kazˇde´m prˇı´stupu
k relaci novy´ dotaz (nastal by tak N+1 proble´m popsany´ v sekci 4.1.3.2), vytvorˇı´ knihovna
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takovy´ dotaz, ktery´m budou zı´ska´ny vsˇechny relace od vsˇech za´znamu˚ najednou. Tyto
relace potom bude distribuovat ke konkre´tnı´m za´znamu˚m.
>>>for blog in db.blog.select()
... print ’Blog: ’, blog[’name’]
... print ’Prˇı´speˇvky v blogu: ’
... for entry in blog.entry.limit(10).select():
... print entry[’headline’]
... print ’Autorˇi: ’
... for author_entry in entry.entry_authors.select():
... author = author_entry.author_id
... print author[’firstname’], author[’lastname’]
Vy´pis 10: Na´vrh implementace samostatny´ch dotazu˚ v pypg
V prˇı´padeˇ druhe´ho cyklu ve vy´pisu 10, kdy je dotazova´no prvnı´ch 10 prˇı´speˇvku˚
blogu, bude tedy dotaz proveden pouze prˇi prvnı´m pru˚chodu prvnı´ho cyklu a prˇi dalsˇı´ch
pru˚chodech budou pak jizˇ vyuzˇı´va´na kesˇovana´ data. Tento mechanismus bude fungovat
neza´visle na pocˇtu smycˇek.
Knihovna bude dotazy pro relacˇnı´ objekty skla´dat za pomocı´ introspekce a nebo
pomocı´ pravidel struktury databa´ze. Seznam vsˇech dotazu˚, ktere´ se provedou pro vy´pis
10, zobrazuje vy´pis 11.
SELECT ∗ FROM ”blog”;
(SELECT ∗ FROM ”entry” WHERE entry.blog id = 1LIMIT 10) UNION (SELECT ∗ FROM ”entry”
WHERE entry.blog id = 2LIMIT 10) UNION ...;
−−Do pomı´nky jsou pouzˇity hodnoty blog.id
SELECT ∗ FROM ”entry authors” WHERE entry id IN (1, 2, 3, 4...);
−−Do pomı´nky jsou pouzˇity hodnoty entry.id
SELECT ∗ FROM ”author” WHERE id IN (1, 2, 3, 4...);
−−Do pomı´nky jsou pouzˇity hodnoty entry authors.author id
Vy´pis 11: Dotazy vygenerovane´ z vy´pisu 10 knihovnou pypg
6.4 Na´vrh syntaxe
Prˇi na´vrhu syntaxe knihovny pypg byl kladen zrˇetel na jednoduchost a cˇitelnost dotazu˚,
ktere´ se prova´deˇjı´ na pozadı´. Zcˇa´sti byla syntaxe inspirova´na dotazovacı´m API web2py
DBAL a SQLAlchemy a knihovnou NotORM. Podle me´ho na´zoru je tedy k jejı´mu poro-
zumeˇnı´ potrˇeba minimum znalostı´, pokud je uzˇivatel jizˇ obezna´meny´ se syntaxı´ SQL.
Uka´zku navrzˇene´ syntaxe zobrazuje vy´pis 12. Tento vy´pis pouzˇı´va´ sche´madefinovane´
v sekci 4.4 a rˇı´dı´ se stejny´mi pravidly jako vy´pisy v sekci 4.4.1 tak, aby bylo mozˇne´ tyto
vy´pisy mezi sebou porovnat.
Vsˇechny mozˇnosti API knihovny pro pra´ci s daty, sestavova´nı´ dotazu˚ a jejich kom-
pletnı´ popis lze nale´zt v prˇı´loze D v uzˇivatelske´ prˇı´rucˇce.
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>>> db = PyPg(conn, debug=True, strict=True)
>>> blog = db.blog.insert_and_get(name=”New blog”)[0]
#INSERT INTO ”blog” (”name”) VALUES (’New blog’) RETURNING *
>>> blog[’id’]
1
>>> blog.update(name = ”New name”)
#UPDATE ”blog” SET ”name”=’New name’ WHERE ”id”=1
>>> blog.entry.select()[0]
#SELECT * FROM ”entry” WHERE ”blog_id”=1
>>> where = db.entry.select().where(db.entry.rating > 0)
>>> entry = query.order(db.entry.headline).limit(1)[0]
#SELECT * FROM ”entry” WHERE entry.rating > 0ORDER BY entry.
headline LIMIT 1
>>> Query().execute_and_fetch(’SELECT * FROM ”blog” ORDER BY blog.
name’)
#SELECT * FROM ”blog” ORDER BY blog.name
[[1, ’New name’, None]]
Vy´pis 12: Na´vrh syntaxe knihovny pypg
6.5 Funkce, ktere´ budou v budoucnu implementova´ny
Tyto funkcebylypu˚vodneˇ obsazˇenyvna´vrhuknihovnyapocˇı´talo se s jejich implementacı´.
Postupem cˇasu se vsˇak uka´zalo, zˇe vzhledem k jejich cˇasove´ na´rocˇnosti a nizˇsˇı´ prioriteˇ
na za´kladeˇ pozˇadavku˚ popsany´ch v sekci 5, nebudou implementova´ny. Kvu˚li cˇasove´mu
omezenı´ diplomove´ pra´ce jsou tedy tyto funkce povazˇova´ny nad ra´mec te´to pra´ce.
Jak bylo popsa´no vy´sˇe, knihovna ovsˇem bude pozdeˇji pouzˇı´va´na jako prostrˇedek
pro tvorbu syste´mu˚ firmy deving. Do budoucna se tedy pla´nuje s dalsˇı´mi vylepsˇenı´mi
knihovny, mezi ktery´mi budou i nı´zˇe popsane´ funkce.
6.5.1 Tvorˇenı´ dotazu˚ pomocı´ SQL
Zada´va´nı´ dotazu˚ formou dotazovacı´ho API knihovny je jednoduche´, avsˇakmu˚zˇou nastat
prˇı´pady, kdy toto API nebude vystacˇovat. V takove´m prˇı´padeˇ by bylo dobre´ mı´t mozˇnost,
ktera´ umozˇnı´ zadat dotaz ve formeˇ SQL a prˇitom zachovat prˇı´stup ke vsˇem funkcı´m
knihovny.
Knihovna momenta´lneˇ nepodporuje zada´va´nı´ dotazu˚ ve formeˇ SQL. Je to da´no funk-
cemi v ra´mci knihovny, ktere´ pro svou funkcˇnost potrˇebujı´ k dotazu zı´skat i metadata.
Naprˇı´klad je u neˇktery´ch funkcı´ potrˇeba veˇdeˇt, ktere´ tabulky a sloupce jsou v dotazu
pouzˇı´va´ny. Pokud jsou dotazy sestavova´ny pomocı´ API knihovny, lze tyto metadata jed-
nodusˇe zı´skat, jelikozˇ jsou tvorˇeny prˇi sestavova´nı´ dotazu. Prˇi pouzˇitı´ SQL by vsˇak bylo
potrˇeba nejdrˇı´ve prove´st syntaktickou analy´zu.
Knihovna tedy v budoucnu bude podporovat zada´va´nı´ dotazu˚ v podobeˇ SQL a to
jednoduchou formou, pro kterou lze prova´deˇt efektivnı´ a rychlou syntaktickou analy´zu.
Vsˇechny funkce, ktere´ knihovna obsahuje budou kompatibilnı´ s touto formou dotazu.
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Implementace te´to funkcˇnosti si bude bra´t inspiraci z knihovny dibi7.
6.5.2 Rozsˇı´rˇenı´ mozˇnostı´ dotazovacı´ho API
APIknihovnypypgprogenerova´nı´ dotazu˚momenta´lneˇ umozˇnˇuje prˇi sestavova´nı´ dotazu˚
pouzˇı´vat pouze za´kladnı´ SQL vy´razy. V budoucnu budou implementova´ny funkce, ktere´
budou umozˇnˇovat sestavovat SQL pomocı´ slozˇiteˇjsˇı´ch konstrukcı´. Mezi tyto konstrukce
budou patrˇit agregace, seskupova´nı´ a specificke´ funkce SRˇBD PostgreSQL.
6.5.3 Editovatelne´ pohledy
Knihovna momenta´lneˇ podporuje pouze materializovane´ pohledy. Tyto pohledy nelze
vyuzˇı´vat pro za´pis dat, jelikozˇ neexistuje mechanismus, ktery´ by propagoval zmeˇny do
ba´zovy´ch tabulek. Vzhledem k pozˇadavku na rychlost cˇtenı´ dat popsane´ho v sekci 5,
byla tato funkcˇnost prˇesunutamezi budoucı´ rozsˇı´rˇenı´, jelikozˇ by simulace editovatelne´ho
pohledu nijak nezvysˇovaly rychlost cˇtenı´.
Tato funkce by vsˇak mohla ulehcˇit pra´ci s daty materializovane´ho pohledu a bude
tedy v budoucnu implementova´na.
6.5.4 Vı´ce mozˇnostı´ denormalizace
Funkce automaticke´ denormalizacemomenta´lneˇ navrhuje pouze zlepsˇenı´ ve formeˇmate-
rializovany´chpohledu˚.Materializovany´pohledvsˇaknenı´ jedinou formoudenormalizace,
a tak budeknihovnavbudoucnunavrhovat a testovat i jine´ denormalizacˇnı´ techniky.Mezi
podporovane´ podoby denormalizace by mohlo patrˇit naprˇı´klad prˇesunutı´ databa´zovy´ch
sloupcu˚ na za´kladeˇ prova´deˇny´ch dotazu˚.
6.5.5 Minimalizace prˇena´sˇeny´ch dat pomocı´ forma´tu JSON
V neˇktery´ch prˇı´padech by prˇi dotazova´nı´ bylo vhodneˇjsˇı´ a efektivneˇjsˇı´ vyuzˇı´t mı´sto
samostatny´ch dotazu˚ spojenı´ tabulek. Jak uzˇ bylo zmı´neˇno drˇı´ve v na´vrhu v sekci 5.3.3,
spojenı´ tabulek vsˇak prˇena´sˇı´ vı´ce dat nezˇ samostatne´ dotazy.
V budoucnu bude tedy knihovna implementovat funkci, ktera´ bude vyuzˇı´vat spojenı´
tabulek, ale bude i minimalizovat data prˇena´sˇena´ po sı´ti. Toho bude dosazˇeno pomocı´
funkcı´ SRˇBD PostgreSQL row_to_json a array_agg popsany´ch v sekci 5.2.1.
Z databa´ze budou data vra´cena ve forma´tu JSON, ktery´ umozˇnı´ jejich kompresi a
zabra´nı´ prˇena´sˇenı´ neˇkolikana´sobny´ch kopiı´ dat. Prˇı´klad zobrazuje vy´pis 13, kde jsou data
z tabulky 1, ktera´ byla drˇı´ve neˇkolikana´sobneˇ prˇena´sˇena, vra´cena ve formeˇ vyuzˇı´vajı´cı´
forma´t JSON. Aby byl minimalizova´n objem dat, jsou atributu˚m prˇideˇleny aliasy, ktere´
zobrazuje prvnı´ rˇa´dek v tomto vy´pisu. Tyto aliasy si knihovna ulozˇı´ a nebudou prˇena´sˇeny.
Ve vy´pisu jsou pouze pro prˇehlednost.
7http://dibiphp.com/
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{1: ”country_name”, 2: ”country_continent”, 3: ”country_region”,
4: ”cities”, 5: ”city_id”, 6: ”city_name”}
{1: ”Bosnia and Herzegovina”, 2: ”Europe”, 3: ”Southern Europe”,
4: [{5: 201, 6: ”Sarajevo”}, {5: 202, 6: ”Banja Luka”},
{5: 203, 6: ”Zenica”}]}
{1: ”Botswana”, 2: ”Africa”, 3: ”Southern Africa”,
4: [{5: 204, 6: ”Gaborone”}, {5: 205, 6: ”Francistown”}]}
{1: ”Brazil”, 2: ”South America”, 3: ”South America”,
4: [{5: 206, 6: ”Sao Paulo & Brazil”},
{5: 207, 6: ”Rio de Janeiro”}, {5: 208, 6: ”Salvador”},
{5: 209, 6: ”Belo Horizonte”}, {5: 210, 6: ”Fortaleza”}]}
Vy´pis 13: Minimalizace prˇena´sˇeny´ch dat z tabulky 1 pomocı´ forma´tu JSON
Knihovna tato data pote´ na pozadı´ zpracuje a vypı´sˇe v pozˇadovane´ podobeˇ.
Kromeˇ te´to funkce bude knihovna na za´kladeˇ dotazu sestavene´ho pomocı´ API kniho-
vny implicitneˇ rozhodovat o jeho provedenı´ pomocı´ samostatny´ch dotazu˚ nebo spojenı´
tabulek s vy´sledkem vra´ceny´m ve forma´tu JSON.
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7 Porovna´nı´ nove´ technologie s ostatnı´mi ra´mci
Ra´mce popsane´ v kapitole 4 byly spolu s knihovnou pypg podrobeny testu˚m. Testy meˇly
za u´kol srovnat knihovnu s teˇmito ra´mci a uka´zat vy´kon a efektivnost knihovny a vy´sˇe
popsany´ch funkcı´, ktere´ knihovna implementuje.
7.1 Podmı´nky testova´nı´
Pro testova´nı´ vy´konu ra´mcu˚ byly vybra´ny podmı´nky, ktere´ by alesponˇ zcˇa´sti odpovı´daly
rea´lne´mu nasazenı´ a pozˇadavku˚m. Byla pouzˇita testovacı´ databa´ze dellstore28, ktera´
prˇedstavuje relacˇnı´ sche´ma jednoduche´ho internetove´ho obchodu a obsahuje i na´hodneˇ
vygenerovana´ data. Tato databa´ze byla mı´rneˇ upravena tak, aby dovolovala veˇtsˇı´ va-
riabilitu testu˚. Do databa´ze byly prˇida´ny nove´ tabulky, ktere´ byly naplneˇny na´hodneˇ
generovany´mi daty. Obra´zek 11 zobrazuje relacˇnı´ sche´ma te´to databa´ze a tabulka 3, pak
mnozˇstvı´ dat v jednotlivy´ch databa´zovy´ch tabulka´ch. Vazebnı´ tabulky product_cate-
gory a product_variant pak obsahujı´ data tak, aby kazˇdy´ za´znam v tabulce product
obsahoval relaci na dva za´znamy v tabulce category a cˇtyrˇi za´znamy v tabulkce vari-
ant.
7.1.1 Pouzˇite´ technologie
Testy byly spusˇteˇny na zarˇı´zenı´ s na´sledujı´cı´m hardwarem:
• Procesor Intel Core i3-M330 s frekvencı´ 2.13GHz. Procesor obsahuje dveˇ ja´dra a cˇtyrˇi
vla´kna.
• Pevny´ disk SATA HITACHI s obsahem 320 GB a s 5400 ota´cˇky za minutu.
• Operacˇnı´ pameˇt’3 GB DDR3 s frekvencı´ 1066 MHz.
Software obsazˇeny´ na tomto zarˇı´zenı´ a jednotlive´ verze pouzˇity´ch technologiı´ a ra´mcu˚
byly tyto:
• Operacˇnı´ syste´m Ubuntu 12.04
• Loka´lnı´ server SRˇBD PostgreSQL 9.2.3
• Python 2.7.3
• Django 1.5
• web2py 2.4.6
• SQLAlchemy 0.8
8http://pgfoundry.org/frs/?group id=1000150&release id=376
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brand
P * id INTEGER
 name VARCHAR2 (50)
 rank INTEGER
 industry VARCHAR2 (50)
 advertising INTEGER
 value VARCHAR2 (20)
 revenue VARCHAR2 (20)
 consumer_perception_rank VARCHAR2 (20)
brand_PK (id)
customer
P * id INTEGER
 firstname VARCHAR2 (50)
 lastname VARCHAR2 (50)
 email VARCHAR2 (50)
 phone VARCHAR2 (50)
 creditcardtype INTEGER
 creditcard VARCHAR2 (50)
 creditcardexpiration VARCHAR2 (50)
 username VARCHAR2 (50)
 password VARCHAR2 (50)
 age SMALLINT
 income INTEGER
 gender VARCHAR2 (1)
Customer_PK (id)
address
P * id INTEGER
 street VARCHAR2 (50)
 city VARCHAR2 (50)
 state VARCHAR2 (50)
 country VARCHAR2 (50)
 region SMALLINT
 zip INTEGER
F * customer_id INTEGER
address_PK (id)
order
P * id INTEGER
 order_date DATE
F * customer_id INTEGER
 netamount NUMBER (12,2)
 tax NUMBER (12,2)
 totalamount NUMBER (12,2)
F * address_id INTEGER
order_PK (id)
variant
P * id INTEGER
 name VARCHAR2 (50)
 code VARCHAR2 (10)
 description CLOB
Variant_PK (id)
product
P * id INTEGER
 title VARCHAR2 (50)
 actor VARCHAR2 (50)
 price NUMBER (12,2)
 special SMALLINT
 common_prod_id INTEGER
F * brand_id INTEGER
product_PK (id)
orderline
P * id INTEGER
 quantity SMALLINT
 orderdate DATE
F * order_id INTEGER
F * product_id INTEGER
F * variant_id INTEGER
orderline_PK (id)
product_variant
P * id INTEGER
F * product_id INTEGER
F * variant_id INTEGER
product_variant_PK (id)
category
P * id INTEGER
 name VARCHAR2 (50)
 description CLOB
 image VARCHAR2 (100)
Category_PK (id)
product_category
P * id INTEGER
F * product_id INTEGER
F * category_id INTEGER
product_category_PK (id)
Obra´zek 11: ERD diagram testovacı´ databa´ze
address brand category customer order orderline product variant
30.000 100 16 20.000 12.000 60.350 10.000 512
Tabulka 3: Pocˇet za´znamu˚ v tabulka´ch testovacı´ databa´ze
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7.2 Popis testu˚
V kazˇde´m testu byly meˇrˇeny dva cˇasove´ u´seky. Prvnı´m byla doba, kterou ra´mci nebo
knihovneˇ trvalo zı´skat data z databa´ze. Do tohoto cˇasu spada´ vysla´nı´ pozˇadavku do da-
taba´ze, zpracova´nı´ pozˇadavkudataba´zı´ a odesla´nı´ vy´sledny´ch dat zpeˇt ra´mci cˇi knihovneˇ.
Druhy´m cˇasovy´m u´sekem bylo zpracova´nı´ vy´sledny´ch dat testovanou technologiı´ do po-
doby, kdy je mozˇne´ data vypsat na obrazovku nebo prˇedat da´le k dalsˇı´mu zpracova´nı´.
Prvnı´ cˇas byl zı´ska´n pomocı´ internı´ch funkcı´ kazˇde´ho ra´mce nebo knihovny a pro zı´ska´nı´
druhe´ho cˇasu byla pouzˇita knihovna jazyka Python timeit9. Do testu˚ nebyly zahrnuty
prˇı´pravne´ a ukoncˇovacı´ operace.
Prˇed kazˇdy´m testem byla databa´ze vypra´zdneˇna a znovu naplneˇna testovacı´mi daty.
Kazˇdy´ test byl spusˇteˇn dvacetkra´t a na vy´sledne´ cˇasy byl aplikova´n media´n.
Bylo vybra´no sˇest testovacı´ch prˇı´padu˚, ktere´ prˇedstavujı´ typickou pra´ci s daty v syste´-
mech, kde bude knihovna pouzˇita.
7.2.1 Test 1 - detail produktu
Prvnı´ test prˇedstavuje detailnı´ vy´pis jednoho za´znamu z tabulky product. Spolu s kazˇdy´-
m produktem meˇly ra´mce a knihovna za u´kol da´le vypsat znacˇku a varianty produktu a
kategorie, do ktery´ch produkt spada´.
Celkem tedy v tomto testu testovane´ technologie zı´ska´vajı´ data z sˇesti tabulek v
databa´zi - product, brand, product_variant, variant, product_category, category.
7.2.2 Test 2 - detail za´kaznı´ka
V tomto testu bylo za u´kol vypsat detailnı´ u´daje jednoho za´kaznı´ka a vsˇech jeho adres.
Testovane´ technologie zı´ska´valy data ze dvou tabulek v databa´zi - customer a address.
7.2.3 Test 3 - detail objedna´vky
Testovane´ technologie v tomto testu meˇly za u´kol vypsat detailnı´ informace jedne´ ob-
jedna´vky. Pro kazˇdou objedna´vku byl vypsa´n za´kaznı´k, ktery´ objedna´vku vytvorˇil a
adresa, ktera´ byla zada´na do objedna´vky. Da´le pak byly vypsa´ny jednotlive´ polozˇky v
objedna´vce, detaily produktu˚, jejich znacˇky a kategorie, do ktery´ch spadajı´ a konkre´tnı´
varianty produktu˚. Celkem tedy byly zı´ska´va´ny data z teˇchto tabulek v databa´zi: order,
customer, address, orderline, produt, brand, product_category, category a vari-
ant.
7.2.4 Test 4 - produkty v kategorii
Tento test sesta´val z detailnı´ho vy´pisu jedne´ kategorie a dvaceti produktu˚ v te´to kategorii.
Pro kazˇdy´ produkt byla pak da´le vypsa´na jeho znacˇka a jeho varianty.
Testovane´ technologie tedy zı´ska´valy data z tabulky category, product_category,
product, brand, produt_variant a variant.
9http://docs.python.org/2/library/timeit.html
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7.2.5 Test 5 - objedna´vky za´kaznı´ka
V tomto testu bylo za u´kol vypsat detail za´kaznı´ka a vsˇechny jeho objedna´vky.Maxima´lneˇ
vsˇak dvacet teˇchto objedna´vek. Da´le pak pro kazˇdou objedna´vku vsˇechny jejı´ polozˇky.
Celkem byla data zı´ska´va´na ze trˇı´ databa´zovy´ch tabulek - customer, order a orderline.
7.2.6 Test 6 - vytvorˇenı´ nove´ho za´kaznı´ka a objedna´vky
Vsˇechny testy uvedene´ vy´sˇe se zameˇrˇujı´ na rychlost cˇtenı´ z databa´ze. Tento test vsˇak
testoval rychlost operacı´ prˇi aktualizaci dat. V tomto testu meˇly testovane´ technologie za
u´kol vytvorˇit nove´ho za´kaznı´ka a jeho adresu. Pro tohoto za´kaznı´ka pak da´le vytvorˇit
objedna´vku se trˇemi polozˇkami.
Byl tedy testova´n za´pis do tabulek customer, address, order a orderline.
7.3 Vytva´rˇenı´ testu˚
Testy byly vytva´rˇeny tak, aby co nejvı´ce vyuzˇı´valy vlastnostı´ ra´mcu˚ a knihovny, a byly
tak maxima´lneˇ optimalizovane´ pro danou technologii. Za´rovenˇ vsˇak nebyl vytvorˇen zˇa´-
dny´ vlastnı´ ko´d, ktery´ by operace da´le optimalizoval. Testy byly vytvorˇeny cˇisteˇ pomocı´
API testovany´ch technologiı´.
Django ORM Prˇi testova´nı´ ra´mce byly vyuzˇity optimalizace pro okamzˇite´ nacˇtenı´ va-
zebnı´ch objektu˚ popsany´ch v sekci 4.1.3. Da´le pak byla v testech vyuzˇita funkce
hromadne´ho ukla´da´nı´ objektu˚.
web2py DBAL Testy pro tento ra´mec vyuzˇı´valy funkce hromadne´ho ukla´da´nı´ objektu˚.
Jine´ optimalizacˇnı´ techniky, ktere´ by bylo mozˇne´ vyuzˇı´t v testech, ra´mec neposky-
tuje.
SQLAlchemy ORM Testy tohoto ra´mce vyuzˇily funkcı´ pro optimalizovane´ nacˇı´tanı´ va-
zebnı´ch objektu˚ popsany´chv sekci 4.3.3. Ra´mecneˇktere´ dalsˇı´ optimalizaceposkytuje
implicitneˇ. Naprˇı´klad hromadne´ ukla´da´nı´ nebo kesˇova´nı´ objektu˚ pomocı´ Identity
Map v ra´mci transakce. Testy byly napsa´ny s veˇdomı´m o teˇchto optimalizacı´ch.
pypg Testy pro knihovnu pypg vyuzˇı´valy optimalizacı´ popsany´ch v sekci 6.3. Testy byly
napsa´ny s vyuzˇitı´m samostatny´ch dotazu˚ i dotazu˚ vytvorˇeny´ch spojenı´m tabulek.
Na za´kladeˇ ulozˇeny´ch statistik z teˇchto testu˚ pak byla spusˇteˇna automaticka´ de-
normalizace. Cely´ vy´stup automaticke´ denormalizace zobrazuje vy´pis 20 v prˇı´loze
C.
Z tohoto vy´stupu jsem vybral dva knihovnou doporucˇovane´ materializovane´ po-
hledy a vytvorˇil je pomocı´ knihovny v testovacı´ databa´zi. Testy pak byly vytvorˇeny
tak, aby vyuzˇı´valy teˇchto optimalizacˇnı´ch zmeˇn.
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7.4 Vy´sledky testu˚
7.4.1 Test 1 - detail produktu
Vy´sledky prvnı´ho testu zobrazuje graf na obra´zku 12 a tabulka 4. Z vy´sledku˚ je videˇt, zˇe
knihovna pypg je neˇkolikana´sobneˇ lepsˇı´ nezˇ ostatnı´ ra´mce. Rozdı´l se jesˇteˇ vı´ce projevı´,
kdyzˇ knihovna pouzˇı´va´ navrhovany´ materializovany´ pohled. Naopak ra´mce Django
ORM a web2py DBAL pokla´daly neefektivnı´ dotazy, cozˇ se projevilo na jejich celkove´m
cˇase.
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Obra´zek 12: Graf vy´sledku˚ testu 1 - detail produktu
Cˇas zı´ska´nı´ dat Cˇas zpracova´nı´ dat Celkovy´ cˇas
web2py DBAL 20 ms 16 ms 36 ms
Django ORM 21 ms 5 ms 26 ms
SQLAlchemy 6 ms 17 ms 23 ms
pypg 4 ms 7 ms 11 ms
pypg - po denormalizaci 2 ms 4 ms 6 ms
Tabulka 4: Tabulka vy´sledku˚ testu 1 - detail produktu
7.4.2 Test 2 - detail za´kaznı´ka
Ve druhe´m testu nejsou patrne´ velke´ rozdı´ly mezi testovany´mi ra´mci a knihovnou. Je
to da´no celkem jednoduchou strukturou testu. Knihovna pypg spolu s ra´mcem Django
ORM dopadla nejle´pe. Z dat lze videˇt, zˇe Django ORM doka´zalo zı´skana´ data zpracovat
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velmi rychle, cozˇ mu umozˇnilo splnit test nejrychleji. Materializovane´ pohledy vytvorˇene´
knihovnou pypg nemeˇly na tento test vliv. Vy´sledky testu zobrazuje graf na obra´zku 13
a tabulka 5.
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Obra´zek 13: Graf vy´sledku˚ testu 2 - detail za´kaznı´ka
Cˇas zı´ska´nı´ dat Cˇas zpracova´nı´ dat Celkovy´ cˇas
SQLAlchemy 16 ms 8 ms 24 ms
web2py DBAL 11 ms 9 ms 20 ms
Django ORM 14 ms 2 ms 16 ms
pypg 9 ms 7 ms 16 ms
pypg - po denormalizaci - - -
Tabulka 5: Tabulka vy´sledku˚ testu 2 - detail za´kaznı´ka
7.4.3 Test 3 - detail objedna´vky
Vy´sledky trˇetı´ho testu lze videˇt na obra´zku 14 a v tabulce 6. Knihovna pypg opeˇt do-
padla nejle´pe. Navrhovane´ denormalizacˇnı´ zmeˇny ovsˇem vy´kon moc nezlepsˇily, jelikozˇ
urychlily pouze cˇa´st dotazu˚ v testu. Materializovane´ pohledy byly testova´ny funkcı´ au-
tomaticke´ denormalizace knihovny pypg v cele´m kontextu dotazu˚. Celkoveˇ tyto pohledy
urychlily zı´ska´va´nı´ dat, ovsˇem v tomto testu zlepsˇenı´ patrne´ nebylo.
Ra´mec web2py DBAL v tomto testu dopadl nejhu˚rˇe. Jeho vy´sledky jsou dane´ zejme´na
tı´m, zˇe pomocı´ jehoAPI nebylomozˇne´ zı´skat data spojenı´mvı´ce nezˇ dvou tabulek nejspı´sˇe
kvu˚li neˇjake´ vnitrˇnı´ chybeˇ ra´mce. Jak bylo popsa´no v sekci 4.2.4, stabilita ra´mce nenı´
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dokonala´. V testu tedy nastal u web2py DBAL N+1 proble´m, cozˇ se velmi negativneˇ
projevilo na vy´konu.
Cˇas zı´ska´nı´ dat Cˇas zpracova´nı´ dat Celkovy´ cˇas
web2py DBAL 78 ms 44 ms 122 ms
SQLAlchemy 14 ms 30 ms 44 ms
Django ORM 17 ms 16 ms 33 ms
pypg 7 ms 16 ms 23 ms
pypg - po denormalizaci 6 ms 14 ms 20 ms
Tabulka 6: Tabulka vy´sledku˚ testu 3 - detail objedna´vky
7.4.4 Test 4 - produkty v kategorii
Ve cˇtvrte´m testu nastal u ra´mce web2py DBAL stejny´ proble´m jako v testu trˇetı´m. Opeˇt
nebylomozˇne´ data pomocı´ API ra´mce zı´skat spojenı´m vı´ce nezˇ dvou tabulek a opeˇt nastal
N+1 proble´m. Tentokra´t se ale na´sledky projevily daleko hu˚rˇe.
Knihovna pypg v tomto testu nedopadla nejle´pe. I kdyzˇ polozˇila velmi efektivnı´
dotazy a byla schopna´ data zı´skat neˇkolikana´sobneˇ rychleji nezˇ ostatnı´ ra´mce, zpracova´nı´
dat bylo velmi pomale´. Vytvorˇenı´m materializovane´ho pohledu se zpracova´nı´ dat mı´rneˇ
urychlilo a celkoveˇ se tak vy´sledky zlepsˇily.
Tabulka 7 a graf na obra´zku 15 zobrazujı´ vy´sledky tohoto testu.
Cˇas zı´ska´nı´ dat Cˇas zpracova´nı´ dat Celkovy´ cˇas
web2py DBAL 287 ms 79 ms 366 ms
Django ORM 26 ms 22 ms 48 ms
pypg 6 ms 42 ms 48 ms
SQLAlchemy 14 ms 25 ms 39 ms
pypg - po denormalizaci 4 ms 24 ms 28 ms
Tabulka 7: Tabulka vy´sledku˚ testu 4 - produkty v kategorii
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Obra´zek 14: Graf vy´sledku˚ testu 3 - detail objedna´vky
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Obra´zek 15: Graf vy´sledku˚ testu 4 - produkty v kategorii
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7.4.5 Test 5 - objedna´vky za´kaznı´ka
Vy´sledky pa´te´ho testu zobrazuje graf na obra´zku 16 a tabulka 8. V tomto testu dopadl
nejle´pe ra´mec Django ORM spolu s knihovnou pypg. Ra´mec v tomto testu totizˇ pouzˇil
podobne´ dotazy jako knihovna pypg a byl tak stejneˇ efektivnı´. Ostatnı´ ra´mce dopadly o
dost hu˚rˇe.
Materializovane´ pohledy vytvorˇene´ knihovnou pypg na tento test nemeˇly vliv.
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Obra´zek 16: Graf vy´sledku˚ testu 5 - objedna´vky za´kaznı´ka
Cˇas zı´ska´nı´ dat Cˇas zpracova´nı´ dat Celkovy´ cˇas
web2py DBAL 20 ms 17 ms 37 ms
SQLAlchemy 7 ms 15 ms 22 ms
Django ORM 3 ms 9 ms 12 ms
pypg 2 ms 8 ms 10 ms
pypg - po denormalizaci - - -
Tabulka 8: Tabulka vy´sledku˚ testu 5 - objedna´vky za´kaznı´ka
7.4.6 Test 6 - vytvorˇenı´ nove´ho za´kaznı´ka a objedna´vky
V sˇeste´m testu dopadla knihovna pypg nejhu˚rˇe, jelikozˇ neposkytuje zˇa´dne´ optimalizace
pro za´pis dat. Vsˇechny ostatnı´ ra´mce poskytujı´ mozˇnost hromadne´ho ukla´da´nı´. Ra´mec
web2py dopadl nejle´pe, jelikozˇ nejefektivneˇji pracuje s ukla´dany´mi daty. Vy´sledky tohoto
testu zobrazuje graf na obra´zku 17 a tabulka 9.
Materializovane´ pohledy vytvorˇene´ knihovnou pypg na tento dotaz nemeˇly vliv.
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Obra´zek 17: Graf vy´sledku˚ testu 6 - vytvorˇenı´ nove´ho za´kaznı´ka a objedna´vky
Cˇas zı´ska´nı´ dat Cˇas zpracova´nı´ dat Celkovy´ cˇas
pypg 7 ms 54 ms 61 ms
Django ORM 4 ms 40 ms 44 ms
SQLAlchemy 8 ms 15 ms 33 ms
web2py DBAL 9 ms 11 ms 20 ms
pypg - po denormalizaci - - -
Tabulka 9: Tabulka vy´sledku˚ testu 6 - vytvorˇenı´ nove´ho za´kaznı´ka a objedna´vky
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8 Za´veˇr
Tato diplomova´ pra´ce meˇla za u´kol srovnat existujı´cı´ technologie pracujı´cı´ na datove´
vrstveˇ a vytvorˇit vlastnı´ knihovnu, ktera´ by nad teˇmito technologiemi vynikala v rych-
losti cˇtenı´ dat z databa´ze. Vsˇechny pozˇadavky pro vytvorˇenı´ knihovny byly splneˇny a
knihovnu lze pouzˇı´vat pro komunikaci s databa´zı´.
Diplomova´ pra´ce uka´zala, zˇe vytva´rˇenı´ nove´ technologie na datove´ vrstveˇ je sofisti-
kovana´ a cˇasoveˇ na´rocˇna´ za´lezˇitost. Existujı´cı´ technologie, ktere´ byly popsa´ny v te´to pra´ci
byly vyvı´jeny neˇkolik let zkusˇeny´mi programa´tory a jejich vy´voj nenı´ zdaleka u konce.
Proto vidı´m jako u´speˇch, zˇe se mnou vytvorˇena´ knihovna doka´zala teˇmto technologiı´m
vyrovnat a dokonce je doka´zala prˇedcˇit v rychlosti cˇtenı´ dat z databa´ze. Studiem jed-
notlivy´ch technologiı´, jejich funkcı´ a vlastnostı´ jsem doka´zal zjistit jejich slabiny a silne´
stra´nky, cozˇ mi umozˇnilo vytvorˇit knihovnu, ktera´ by tyto technologie v rychlosti cˇtenı´
dat prˇedcˇila.
Testy v poslednı´ kapitole vsˇak uka´zaly, zˇe prˇi cˇtenı´ dat z databa´ze neza´lezˇı´ z velke´ cˇa´sti
pouzenaoptimalizaci SQLdotazu˚ adataba´zove´ struktury, ale i velmina zpracova´nı´ teˇchto
dat datovou vrstvou. I kdyzˇ byla knihovna vytva´rˇena tak, aby neobsahovala na´rocˇne´
operace, ktere´ by zpracova´va´nı´ dat brzdily, myslı´m, zˇe byl tento fakt mı´rneˇ podceneˇn,
cozˇ se projevilo v jednom z vy´sˇe uvedeny´ch testu˚, a dalsˇı´ vy´voj knihovny by se tedy meˇl
zameˇrˇovat vı´ce i na optimalizaci struktur knihovny samotne´.
I kdyzˇ knihovna nad existujı´cı´mi technologiemi vynika´ v rychlosti cˇtenı´ dat z da-
taba´ze, v neˇktery´ch oblastech oproti teˇmto technologiı´m zaosta´va´. Prˇi vy´voji jsem kvu˚li
cˇasove´mu omezenı´ diplomove´ pra´cemusel vybı´rat, ktere´ vlastnosti bude vy´sledna´ kniho-
vna obsahovat. Rozhodoval jsem se na za´kladeˇ pozˇadavku˚ a zcˇa´sti i na faktu, aby mnou
vytvorˇena´ technologie alesponˇ v jednom bodeˇ prˇedcˇila technologie existujı´cı´, cozˇ se mi
povedlo.
Vy´voj knihovny bude da´le pokracˇovat, jelikozˇ bude vyuzˇı´va´na prˇi tvorbeˇ syste´mu
firmy deving. Knihovna bude rozsˇı´rˇena o funkce popsane´ v te´to pra´ci i o dalsˇı´ funkce,
ktery´mi jsem byl inspirova´n prˇi studiu existujı´cı´ch technologiı´.
Tato diplomova´ pra´ce je podobna´ svou strukturou prˇedchozı´m diplomovy´m pracı´m,
jejichzˇ vy´stupem byly ra´mce BasicORM [29] a EasyORM [30]. Od teˇchto pracı´ se ma´
diplomova´ pra´ce lisˇı´ jiny´m prˇı´stupem k realizaci technologie na datove´ vrstveˇ. Oba ra´mce
vyuzˇı´vajı´ objektoveˇ-relacˇnı´ho mapova´nı´. EasyORM je vytvorˇen pro platformu Java a
BasicORM pro platformu .NET. Knihovna pypg byla vytvorˇena bez objektoveˇ-relacˇnı´ho
mapova´nı´ pomocı´ programovacı´ho jazyka Python a zameˇrˇuje se vı´ce na vy´kon a rychlost
cˇtenı´ dat z databa´ze.
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A Vy´pisy mapova´nı´ ra´mcu˚ ze sekce 4.4
from django.db import models
class Person(models.Model):
firstname = models.CharField(max_length=50)
lastname = models.CharField(max_length=50)
class Meta:
abstract = True
class Author(Person):
email = models.EmailField(unique=True)
biography = models.TextField()
photo = models.ImageField(upload_to=”photos/”)
class Blog(models.Model):
name = models.CharField(max_length=100, db_index=True)
description = models.TextField()
class Entry(models.Model):
blog = models.ForeignKey(Blog)
headline = models.CharField(max_length=255)
body_text = models.TextField()
pub_date = models.DateField(auto_now_add=True)
mod_date = models.DateField(auto_now=True)
authors = models.ManyToManyField(Author)
comments = models.IntegerField()
rating = models.IntegerField()
class VlogEntry(Entry):
video = models.URLField()
Vy´pis 14: Sche´ma jednoduche´ aplikace pro vytva´rˇenı´ blogu˚ v Django ORM
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db = DAL(”postgres://username:password@localhost/database”)
person = db.Table(db, ’person’,
Field(’firstname’, ’string’, length=50),
Field(’lastname’, ’string’, length=50))
db.define_table(’author’,
Field(’email’, ’string’, length=75, unique=True),
Field(’biography’, ’text’),
Field(’photo’, ’upload’),
person)
db.define_table(’blog’,
Field(’name’, ’string’, length=100),
Field(’description’, ’text’))
now = lambda: datetime.datetime.now()
db.define_table(’entry’,
Field(’blog_id’, db.blog),
Field(’headline’, ’string’),
Field(’bodytext’, ’text’),
Field(’pub_date’, ’date’, default=now),
Field(’mod_date’, ’date’, default=now, update=now),
Field(’bodytext’, ’text’),
Field(’comments’, ’integer’),
Field(’rating’, ’integer’))
db.define_table(’vlogentry’, db.entry, Field(’video’, ’string’))
db.define_table(’entry_author’,
Field(’entry’, db.entry),
Field(’author’, db.author))
Vy´pis 15: Sche´ma jednoduche´ aplikace pro vytva´rˇenı´ blogu˚ ve web2py DBAL
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from sqlalchemy.ext.declarative import declarative_base,
AbstractConcreteBase
from sqlalchemy import Column, Integer, String, Text, Date,
ForeignKey, Table, UniqueConstraint, Index
from sqlalchemy.orm import relationship, backref
import datetime
Base = declarative_base()
entry_authors = Table(’entry_authors’, Base.metadata,
Column(u’entry_id’, Integer, ForeignKey(’entry.id’)),
Column(u’author_id’, Integer, ForeignKey(’author.id’)),
)
class Person(AbstractConcreteBase, Base):
id = Column(Integer, primary_key=True)
firstname = Column(String(50))
lastname = Column(String(50))
class Author(Person):
__tablename__ = ’author’
email = Column(String(75))
biography = Column(Text)
photo = String(String(100))
__table_args__ = (UniqueConstraint(’email’), )
__mapper_args__ = {
’polymorphic_identity’:’author’,
’concrete’:True}
class Blog(Base):
__tablename__ = ’blog’
id = Column(Integer, primary_key=True)
name = Column(String(100))
description = Column(Text)
__table_args__ = (Index(’blog_name_idx’, ”name”), )
class Entry(Base):
__tablename__ = ’entry’
id = Column(Integer, primary_key=True)
headline = Column(String(255))
body_text = Column(Text)
pud_date = Column(Date, default=datetime.datetime.now())
mod_date = Column(Date, onupdate=datetime.datetime.now())
comments = Column(Integer)
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rating = Column(Integer)
blog_id = Column(Integer, ForeignKey(’blog.id’))
type = Column(String(50))
blog = relationship(”Blog”, backref=backref(’entries’, lazy=’
dynamic’))
authors = relationship(”Author”, secondary=entry_authors,
backref=backref(’entries’, lazy=’dynamic’))
__mapper_args__ = {
’polymorphic_identity’: ’entry’,
’polymorphic_on’: type
}
class VlogEntry(Base):
__tablename__ = ’vlogentry’
entry_id = Column(Integer, ForeignKey(’entry.id’), primary_key=
True)
video = Column(String(100))
__mapper_args__ = {
’polymorphic_identity’: ’vlogentry’
}
Vy´pis 16: Sche´ma jednoduche´ aplikace pro vytva´rˇenı´ blogu˚ v SQLAlchemy
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B Vy´pisy SQL vygenerovane´ ra´mci ze sekce 4.4
CREATE TABLE ”blogapp blog” (
” id ” serial NOT NULL PRIMARY KEY,
”name” varchar(100) NOT NULL,
”description” text NOT NULL
)
;
CREATE TABLE ”blogapp author” (
” id ” serial NOT NULL PRIMARY KEY,
”first name” varchar(50) NOT NULL,
”last name” varchar(50) NOT NULL,
”email” varchar(75) NOT NULL UNIQUE,
”biography” text NOT NULL,
”photo” varchar(100) NOT NULL
)
;
CREATE TABLE ”blogapp entry authors” (
” id ” serial NOT NULL PRIMARY KEY,
” entry id ” integer NOT NULL,
”author id” integer NOT NULL REFERENCES ”blogapp author” (”id”) DEFERRABLE
INITIALLY DEFERRED,
UNIQUE (”entry id”, ”author id” )
)
;
CREATE TABLE ”blogapp entry” (
” id ” serial NOT NULL PRIMARY KEY,
”blog id ” integer NOT NULL REFERENCES ”blogapp blog” (”id”) DEFERRABLE INITIALLY
DEFERRED,
”headline” varchar(255) NOT NULL,
”body text” text NOT NULL,
”pub date” date NOT NULL,
”mod date” date NOT NULL,
”comments” integer NOT NULL,
” rating ” integer NOT NULL
)
;
ALTER TABLE ”blogapp entry authors” ADD CONSTRAINT ”entry id refs id 162c5c54” FOREIGN
KEY (”entry id”) REFERENCES ”blogapp entry” (”id”) DEFERRABLE INITIALLY DEFERRED;
CREATE TABLE ”blogapp vlogentry” (
” entry ptr id ” integer NOT NULL PRIMARY KEY REFERENCES ”blogapp entry” (”id”)
DEFERRABLE INITIALLY DEFERRED,
”video” varchar(200) NOT NULL
)
;
CREATE INDEX ”blogapp blog name” ON ”blogapp blog” (”name”);
CREATE INDEX ”blogapp blog name like” ON ”blogapp blog” (”name” varchar pattern ops);
CREATE INDEX ”blogapp entry blog id” ON ”blogapp entry” (”blog id”);
Vy´pis 17: Reprezentace modelu˚ z vy´pisu 14 v PostgreSQL vygenerovana´ ra´mcemDjango
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CREATE TABLE author(
id SERIAL PRIMARY KEY,
email VARCHAR(512) UNIQUE,
biography TEXT,
photo VARCHAR(512),
first name VARCHAR(50)
) ;
CREATE TABLE blog(
id SERIAL PRIMARY KEY,
name VARCHAR(100),
description TEXT
) ;
CREATE TABLE entry(
id SERIAL PRIMARY KEY,
blog id INTEGER REFERENCES blog (id) ON DELETE CASCADE,
headline VARCHAR(512),
bodytext TEXT,
pub date DATE,
mod date DATE,
comments INTEGER,
rating INTEGER
) ;
CREATE TABLE vlogentry(
id SERIAL PRIMARY KEY,
blog id INTEGER REFERENCES blog (id) ON DELETE CASCADE,
headline VARCHAR(512),
bodytext TEXT,
pub date DATE,
mod date DATE,
comments INTEGER,
rating INTEGER,
video VARCHAR(512)
) ;
CREATE TABLE entry author(
id SERIAL PRIMARY KEY,
entry INTEGER REFERENCES entry (id) ON DELETE CASCADE,
author INTEGER REFERENCES author (id) ON DELETE CASCADE
) ;
Vy´pis 18: Reprezentace sche´ma z vy´pisu 15 v PostgreSQL vygenerovana´ ra´mcemweb2py
DBAL
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CREATE TABLE blog (
id SERIAL NOT NULL,
name VARCHAR(100),
description TEXT,
PRIMARY KEY (id)
)
COMMIT
CREATE INDEX blog name idx ON blog (name)
COMMIT
CREATE TABLE author (
id SERIAL NOT NULL,
firstname VARCHAR(50),
lastname VARCHAR(50),
email VARCHAR(75),
biography TEXT,
PRIMARY KEY (id),
UNIQUE (email)
)
COMMIT
CREATE TABLE entry (
id SERIAL NOT NULL,
headline VARCHAR(255),
body text TEXT,
pud date DATE,
mod date DATE,
comments INTEGER,
rating INTEGER,
blog id INTEGER,
type VARCHAR(50),
PRIMARY KEY (id),
FOREIGN KEY(blog id) REFERENCES blog (id)
)
COMMIT
CREATE TABLE entry authors (
entry id INTEGER,
author id INTEGER,
FOREIGN KEY(entry id) REFERENCES entry (id),
FOREIGN KEY(author id) REFERENCES author (id)
)
COMMIT
CREATE TABLE vlogentry (
entry id INTEGER NOT NULL,
video VARCHAR(100),
PRIMARY KEY (entry id),
FOREIGN KEY(entry id) REFERENCES entry (id)
)
COMMIT
Vy´pis 19: Reprezentace sche´ma z vy´pisu 16 v PostgreSQL vygenerovana´ ra´mcem
SQLAlchemy
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C Vy´stup automaticke´ denormalizace knihovny pypg
Improvement:
materialized view based on query:
SELECT ∗ FROM ”product” JOIN ”product variant” ON product variant.product id = product.id
JOIN ”variant” ON product variant.variant id = variant.id
original time spent reading: 292.447328568 ms
original time spent writing : 0 ms
improved time spent reading: 6.41107559204 ms
improved time spent writing: 0 ms
Improvement is recomended. Improvement is 98.0% better than the original.
Improvement:
materialized view based on query:
SELECT ∗ FROM ”product” JOIN ”product category” ON product category.product id =
product.id JOIN ”category” ON product category.category id = category.id
original time spent reading: 145.055055618 ms
original time spent writing : 0 ms
improved time spent reading: 13.1204128265 ms
improved time spent writing: 0 ms
Improvement is recomended. Improvement is 91.0% better than the original.
Improvement:
materialized view based on query:
SELECT ∗ FROM ”customer” JOIN ”address” ON address.customer id = customer.id
original time spent reading: 229.359149933 ms
original time spent writing : 48.0208396912 ms
improved time spent reading: 13.9319896698 ms
improved time spent writing: 287.025690079 ms
Improvement is not recomended. Improvement is 0% better than the original.
Improvement:
materialized view based on query:
SELECT ∗ FROM ”product category” JOIN ”category” ON category.id = product category.
category id JOIN ”product variant” ON product variant.product id = product category.
category id JOIN ”variant” ON variant.id = product variant.variant id
original time spent reading: 472.248077393 ms
original time spent writing : 0 ms
improved time spent reading: 2012.54701614 ms
improved time spent writing: 0 ms
Improvement is not recomended. Improvement is 0% better than the original.
Improvement:
materialized view based on query:
SELECT ∗ FROM ”product variant” JOIN ”variant” ON variant.id = product variant.variant id
original time spent reading: 454.188585281 ms
original time spent writing : 0 ms
improved time spent reading: 531.061649323 ms
improved time spent writing: 0 ms
Improvement is not recomended. Improvement is 0% better than the original.
Vy´pis 20: Vy´stup automaticke´ denormalizace po testech popsany´ch v kapitole 7
74
D Obsah prˇilozˇene´ho CD
Soucˇa´stı´ prˇı´lohy na CD jsou zdrojove´ ko´dy knihovny pypg, uzˇivatelsky´ manua´l, progra-
ma´torska´ dokumentace, skript pro uka´zkove´ pouzˇitı´ knihovny a skript pro vygenerova´nı´
uka´zkove´ databa´ze. Je zde take´ prˇilozˇena´ elektronicka´ podoba te´to pra´ce.
txt/ Text diplomove´ pra´ce v podobeˇ PDF souboru.
src/ Zdrojove´ ko´dy knihovny pypg. Skripty blogapp.py a blogapp.sql pro uka´zkove´
pouzˇitı´ knihovny.
man/ Uzˇivatelsky´manua´l knihovnypypg.Doporucˇuje seprˇecˇı´st prˇedpouzˇı´va´nı´mknihovny.
doc/ Programa´torska´ dokumentace ve formeˇ HTML souboru˚. U´vodnı´ stra´nku lze spustit
pomocı´ souboru index.html v tomto adresa´rˇi.
