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Introduction
Context. A well-structured transition system (WSTS) is an infinite well-quasi-ordered set of states equipped with transition relations satisfying one of various possible monotonicity properties. WSTS were introduced in [17] for the purpose of capturing properties common to a wide range of formal models used in verification. Since their inception, much of the work on WSTS has been dedicated to identifying generic classes of WSTS for which verification problems are decidable. Such problems include termination, boundedness [17, 18, 22] and coverability [1, 2, 7, 8] . In general, verifying safety and liveness properties corresponds respectively to deciding the coverability and the repeated control-state reachability problems. Coverability can be decided for WSTS by two different algorithms: the backward algorithm [1, 2] and by combining two forward semi-procedures, one of which enumerates all downwards-closed invariants [26, 7, 8] . Repeated control-state reachability is undecidable for general WSTS, but decidable for Petri nets by use of the Karp-Miller coverability tree [32] and the detection of positive sequences. That technique fails on well-structured extensions of Petri nets: generating the Karp-Miller tree does not always terminate on ν-Petri nets [39] , on reset Petri nets [12] , on transfer Petri nets, on broadcast protocols, and on the depth-bounded π-calculus [30, 38, 44] which can simulate reset Petri nets. This is perhaps why little research has been conducted on coverability tree algorithms and model checking of liveness properties for general WSTS. Nonetheless, some recent Petri nets extensions, e.g. ω-Petri nets [25] and unordered data Petri nets [29] , benefit from algorithms in the style of Karp and Miller. Hence, there is hope of finding a general framework of WSTS with Karp-Miller-like algorithms.
for very-WSTS. Finally, we prove the decidability of model checking liveness properties for very-WSTS under some effectiveness hypotheses.
Differences between very-WSTS and WSTS of [18] . The class of WSTS of [18, Def. 4.17 ] is reminiscent of very-WSTS. It requires WSTS to be finitely branching and strictly monotone, whereas our definition allows infinite branching and requires the completion to be strictly monotone. Moreover, [18, Thm. 4.18] , which claims that its Karp-Miller procedure terminates, is incorrect since it does not terminate on transfer Petri nets and broadcast protocols [16] , which are finitely branching and strictly monotone WSTS. Finally, some assumptions required to make the Karp-Miller procedure of [18] effective are missing.
Due to space constraints, some proofs are deferred to an extended version of this paper freely available online under the same title.
Preliminaries
We write ⊆ for set inclusion and ⊂ for strict set inclusion. A relation ≤ ⊆ X ×X over a set X is a quasi-ordering if it is reflexive and transitive, and a partial ordering if it is antisymmetric as well. It is well-founded if it has no infinite descending chain. A quasi-ordering ≤ is a well-quasi-ordering (resp. well partial order), wqo (resp. wpo) for short, if for every infinite sequence x 0 , x 1 , · · · ∈ X, there exist i < j such that x i ≤ x j . This is strictly stronger than being well-founded. One example of well-quasi-ordering is the componentwise ordering of tuples over N. More formally, N d is well-quasi-ordered by ≤ where, for every x, y ∈ N d , x ≤ y if and only if x(i) ≤ y(i) for every i ∈ [d] . We extend N to N ω def = N ∪ {ω} where n ≤ ω for every n ∈ N ω . N d ω ordered componentwise is also well-quasi-ordered. Let Σ be a finite alphabet. We denote the set of finite words and infinite words over Σ respectively by Σ * and Σ ω . For every u, v ∈ Σ * , we write u v if u is a subword of v, i.e. u can be obtained from v by removing zero, one or multiple letters. Σ * is well-quasi-ordered by .
Transition systems. A (labeled and ordered) transition system is a triple S = (X, Σ − → , ≤) such that X is a set, Σ is a finite alphabet, a − → ⊆ X × X for every a ∈ Σ, and ≤ is a quasi-ordering on X. Elements of X are called the states of S, each a − → is a transition relation of S, and ≤ is the ordering of S. A class C of transition systems is any set of transition systems. We extend transition relations to sequences over Σ, i.e. for every x, y ∈ X, − − → · · · for some x 1 , x 2 , . . . ∈ X}. We define the immediate successors and immediate predecessors of a state x under some sequence w ∈ Σ * as Post S (x, w)
These notations are naturally extended to sets, e.g.
We say that S is deterministic if |Post S (x, a) | ≤ 1 for every x ∈ X and a ∈ Σ. When S is deterministic, each a ∈ Σ induces a partial function t a : X → X such that t a (x) = y for each x ∈ X such that Post S (x, a) = {y}. For readability, we simply write a for t a , i.e. a(x) = t a (x). For every w ∈ Σ * , we write w(
Well-structured transition systems. A (labeled and ordered) transition system S = (X, Σ − →, ≤) is a well-structured transition system (WSTS) if ≤ is a well-quasi-ordering and S is monotone, i.e. for all x, x ′ , y ∈ X and a ∈ Σ such that x a − → y and x ′ ≥ x, there exists y ′ ∈ X such that x ′ * − → y ′ and y ′ ≥ y. Many other types of monotonicities were defined in the literature (see [22] ), but, for our purposes, we only need to introduce strong monotonicities. We say that S has strong monotonicity if for all x, x ′ , y ∈ X and a ∈ Σ, x a − → y and x ′ ≥ x implies x ′ a − → y ′ for some y ′ ≥ y. We say that S has strong-strict monotonicity 1 if it has strong monotonicity and for all x, x ′ , y ∈ X and a ∈ Σ, x a − → y and x ′ > x implies x ′ a − → y ′ for some y ′ > y.
Verification problems. We say that a target state y ∈ X is coverable from an initial state x ∈ X if there exists z ≥ y such that x * − → z and z ≥ y. The coverability problem asks whether a target state y is coverable from an initial state x. The repeated coverability problem asks whether a target state y is coverable infinitely often from an initial state x; i.e. whether there exist z 0 , z 1 , · · · ∈ X such that x * − → z 0
An investigation of the Karp-Miller algorithm
In order to present our Karp-Miller algorithm for WSTS, we first highlight the key components of the Karp-Miller algorithm for vector addition systems. A d-dimensional vector
induced by a finite set T ⊆ Z d and the rules:
Vector addition systems are deterministic and have strong-strict monotonicity. Given a d-VAS and a vector x init ∈ N d , the Karp-Miller algorithm initializes a rooted tree whose root is labeled by x init . For every t ∈ T such that x + t ≥ 0, a child labeled by x + t is added to the root. This process is repeated successively to the new nodes. If a newly added node c : x has an ancestor c ′ : x ′ such x = x ′ , then it is not explored furthermore. If a newly added node c : x has an ancestor c ′ : x ′ such x > x ′ , then c is relabeled by the vector y ∈ N d ω such that y(i)
The latter operation is called an acceleration of c.
A vector x tgt is coverable from x init if and only if the resulting tree T contains a node c : x such that x ≥ x tgt . Similarly, x tgt is repeatedly coverable from x init if and only if T contains a node c : x that has an ancestor that was accelerated, and such that x ≥ x tgt .
Ideals and completions
One feature of the Karp-Miller algorithm is that it works over N d ω instead of N d . Intuitively, vectors containing some ω correspond to "limit" elements. For a generic WSTS S = (X, Σ − →, ≤), a similar extension of X is not obvious. Let us present one, called the completion of S in [20] . Instead of operating over X, the completion of S operates over the so-called ideals of X. In particular, the ideals of N d are isomorphic to N d ω . Let X be a set quasi-ordered by ≤. The downward closure of D ⊆ X is defined as
An ideal is a downwards-closed subset I ⊆ X that is additionally directed: I is non-empty and for all x, y ∈ I, there exists z ∈ I such that x ≤ z and y ≤ z (equivalently, every finite subset of I has an upper bound in I). We denote the set of ideals of X by Idl(X), i.e. Idl(X)
Therefore, every ideal of N d is naturally represented by some vector of N d ω , and vice versa. We write ω-rep(I) for this representation, for every I ∈ Idl(N d ). For example, the ideal
Downwards-closed subsets can often be represented by finitely many ideals:
◮ Theorem 1 ([14, 9, 36, 37, 24, 34] ). Let X be a well-quasi-ordered set. For every downwards-closed subset D ⊆ X, there exist I 1 , I 2 , . . . , I n ∈ Idl(X) s.t. D = I 1 ∪ I 2 ∪ · · · ∪ I n .
This theorem gives rise to a canonical decomposition of downwards-closed sets. The ideal decomposition of a downwards-closed subset D ⊆ X is the set of maximal ideals contained in D with respect to inclusion. We denote the ideal decomposition of D by IdealDecomp(D) def = max ⊆ {I ∈ Idl(X) : I ⊆ D}. By Theorem 1, IdealDecomp(D) is finite, and D = I∈IdealDecomp(D) I. In [20, 7] , the notion of ideal decomposition is used to define the completion of unlabeled WSTS. We slightly extend this notion to labeled WSTS: The completion of a WSTS enjoys numerous properties. In particular, it has strong monotonicity, and it is finitely branching [7], i.e. Post S (I, a) is finite for every I ∈ Idl(X) and a ∈ Σ. Note that if S has strong-strict monotonicity, then this property is not necessarily preserved by S [7]. Moreover, the completion of a WSTS may not be a WSTS since Idl(X) is not always well-quasi-ordered by ⊆. However, for the vast majority of models used in verification, Idl(X) is well-quasi-ordered, and hence completions remain well-structured. Indeed, Idl(X) is well-quasi-ordered if and only if X is a so-called ω 2 -wqo, and all known wqos, except possibly graphs under minor embedding, are ω 2 -wqo, as discussed in [20] . The traces of a WSTS are closely related to those of its completion: It is worth noting that if S is infinitely branching, then an infinite trace of S from ↓ x is not necessarily an infinite trace of S from x (e.g. see [7] ). Whenever the completion of a WSTS S is deterministic, we will often write w(I) for Post S (I, w) if the latter is nonempty and if there is no ambiguity with Post S (I, w).
Levels of ideals
The Karp-Miller algorithm terminates for the following reasons: N d ω is well-quasi-ordered and ω's can only be added to vectors along a branch at most d times. Loosely speaking, the latter property means that Idl(N d ) has d + 1 "levels". Here, we generalize this notion. We say that an infinite sequence of ideals I 0 , I 1 , . . . ∈ Idl(X) is an acceleration candidate if
◮ Definition 4. For every n ∈ N, the n th level of Idl(X) is defined as Acc n (X) = Idl(X) if n = 0, i∈N I i : I 0 , I 1 , . . . ∈ Acc n−1 (X) is an acceleration candidate if n > 0.
We observe that Acc n+1 (X) ⊆ Acc n (X) for every n ∈ N. Moreover, as expected:
: ω-rep(I) has at least n occurrences of ω}.
We say that Idl(X) has finitely many levels if there exists n ∈ N such that Acc n (X) = ∅. For example, Acc d+1 (N d ) = ∅.
Accelerations
The last key aspect of the Karp-Miller algorithm is the possibility to accelerate nodes. In order to generalize this notion, let us briefly develop some intuition. Recall that a newly added node c : x is accelerated if it has an ancestor c ′ : x ′ such that x > x ′ . Consider the non-empty sequence w labeling the path from c ′ to c. Since d-VAS have strong-strict monotonicity, both over N d and N d ω , w n (x) is defined for every n ∈ N. For example, if (5, 0, 1) w − → (5, 1, 3) is encountered, (5, 1, 3) is replaced by (5, ω, ω) . This represents the fact that for every n ∈ N, there exists some reachable marking y ≥ (5, n, n). Note that an acceleration increases the number of occurrences of ω. In our example, the ideal I = ↓ 5 × ↓ 1 × ↓ 3, which is of level 0, is replaced by I ′ = ↓ 5 × N × N, which is of level 2. Based on these observations, we extend the notion of acceleration to completions: ◮ Definition 5. Let S = (X, Σ − →, ≤) be a WSTS such that S is deterministic and has strongstrict monotonicity, let w ∈ Σ + and let I ∈ Idl(X). The acceleration of I under w is defined as:
Note that for every ideal I, w ∞ (I) is also an ideal. As for Idl(N d ), any successor J of an ideal I belongs to the same level of I, and accelerating an ideal increases its level.
◮ Proposition 6. Let S = (X, Σ − →, ≤) be a WSTS such that S has strong monotonicity, and S is deterministic and has strong-strict monotonicity. For every I ∈ Idl(X) and w ∈ Σ + , 1. if Post S (I, w) = ∅ and I ∈ Acc n (X) for some n ∈ N, then w(I) ∈ Acc n (X); 2. if I ⊂ w(I) and I ∈ Acc n (X) for some n ∈ N, then w ∞ (I) ∈ Acc n+1 (X).
The Ideal Karp-Miller algorithm
We may now present our generalization of the Karp-Miller algorithm. To do so, we first define the class of WSTS that enjoys all of the properties introduced in the previous section: ◮ Definition 7. A very-WSTS is a labeled WSTS S = (X, Σ − →, ≤) such that: S has strong monotonicity, S is a deterministic WSTS with strong-strict monotonicity, Idl(X) has finitely many levels.
The class of very-WSTS includes vector addition systems, Petri nets, ω-Petri nets [25], post-self-modifying nets [41] and strongly increasing ω-recursive nets [21] . However, very-WSTS do not include transfer Petri nets, since S does not have strict monotonicity, and unordered data Petri nets, since Idl(X) has infinitely many levels. Note that S may be deterministic (and finitely branching) even when S is not, and even when S is not finitely branching, as the example of ω-Petri nets shows.
We present the Ideal Karp-Miller algorithm (IKM) for this class in Algorithm 4.1. The algorithm starts from an ideal I 0 , successively computes its successors in S and performs accelerations as in the classical Karp-Miller algorithm for VAS. Note that we do not allow for nested accelerations. For every node c : I, n of the tree built by the algorithm, we write ideal(c) for I, and num-accel(c) for n, which will be the number of accelerations made along the branch from the root to c (inclusively). Let us first show that the algorithm terminates. Proof. We note the following invariants: (1) for every node c : I, n of T , I is in Acc n (X);
(2) at line 2, i.e., each time control returns to the beginning of the loop, all unmarked nodes of T are leaves; (3) num-accel(c) is non-decreasing on each branch of T , that is: for every branch c 0 : I 0 , n 0 , c 1 : I 1 , n 1 , . . . , c k : I k , n k of T , we have n 1 ≤ n 2 ≤ · · · ≤ n k . (1) is by Proposition 6, (2) is an easy induction on the number of times through the loop, and (3) is also by induction, noticing that by (2) only n k can increase when line 8 is executed.
The rest of the argument is as for the classical Karp-Miller algorithm. Suppose the algorithm does not terminate. Let T n be the finite tree obtained after n iterations. The infinite sequence T 0 , T 1 , . . . defines a unique infinite tree T ∞ = n∈N T n . Since S is finitely branching, T ∞ is also finitely branching. Therefore, T ∞ contains an infinite path c 0 : I 0 , n 0 , c 1 : I 1 , n 1 , . . . , c k : I k , n k , . . . , by König's lemma. By (1), and since Idl(X) has finitely many levels, the numbers n k assume only finitely many values. Let N be the largest of those values. Using (3), there is a k 0 ∈ N such that n k = N for every k ≥ k 0 . Since S is a WSTS, hence Idl(X) is wqo, we can find two indices i, j with k 0 ≤ i < j and such that I i ⊆ I j . If I i = I j , then line 3 of the algorithm would have stopped the exploration of the path. Hence I i ⊂ I j , but then line 8 would have replaced num-accel(c j ) = N by N + 1, contradiction. ◭
Properties of the algorithm
Let T I denote the tree induced by the set of nodes returned by Algorithm 4.1 on input (S, I).
Instead of proving this claim directly, we take traces into consideration and prove a stronger statement. We define two word automata that will be useful for this purpose.
◮ Definition 9. The stuttering automaton 2 is the finite word automaton A I obtained by making all of the states of T I accepting, by taking the root r as the initial state, and by taking the arcs of T I as transitions, together with the following additional transitions:
If a leaf c of T I has an ancestor c ′ such that ideal(c) = ideal(c ′ ), then a transition from c to c ′ labeled by ε is added to A I . The Karp-Miller automaton is the automaton K I obtained by extending A I as follows:
If a node c of T I has been accelerated because of an ancestor c ′ , then a transition from c to c ′ labeled by ε is added to K I .
Both A I and K I can be computed from T I . Moreover, they give precious information about the traces of S. Let L(A I ) and L(K I ) denote the language over Σ accepted by A I and K I . We will show the following theorem: ◮ Theorem 10. For every very-WSTS S = (X, Σ − →, ≤) and I ∈ Idl(X),
In particular, for every x ∈ X, D ↓x = ↓ Post * S (x), ↓ L(K ↓x ) = ↓ Traces S (x), and ↓ Traces S (x) is a computable regular language.
The proof of Theorem 10 follows from the forthcoming Prop. 11 describing the relations between traces of A I and K I with traces of S and S . We write c w T c ′ , c w A c ′ and c w K c ′ whenever node c ′ can be reached by reading w from c in T I , A I and K I respectively.
◮ Proposition 11. Let S = (X, Σ − →, ≤) be a very-WSTS and let I 0 ∈ Idl(X).
Proof. We only prove (2). The proof is by induction on |w|. If |w| = 0, then w = ε. We stress the fact that even though w is empty, d might differ from c since K I0 contains ε-transitions. However, by definition of K I0 , we know that ideal(d) ⊆ ideal(c). Therefore, z ∈ ideal(c), and we are done since z ε − → z. Suppose that |w| > 0. Assume the claim holds for every word of length less than |w|.
Effectiveness of the algorithm
The Ideal Karp-Miller algorithm can be implemented provided that (1) ideals can be effectively manipulated, (2) inclusion of ideals can be tested, (3) Post S (I) can be computed for every ideal I, and (4) w ∞ (I) can be computed for every ideal I and sequence w. A class of WSTS satisfying (1-3) is called completion-post-effective, and a class satisfying (4) is called ∞-completion-effective. By Theorem 10, we obtain the following result:
◮ Theorem 12. Let C be a completion-post-effective and ∞-completion-effective class of very-WSTS. The ideal decomposition of ↓ Post * S (x) can be computed for every S = (X, − →, ≤) ∈ C and x ∈ X. In particular, coverability for C is decidable.
A characterization of acceleration levels
We pause for a moment, and give a precise characterization of ideals that have finitely many levels. We shall then discuss some extensions briefly, beyond the finitely many level case. Let Z be a well-founded partially ordered set, abstracting away from the case Z = Idl(X). The rank of z ∈ Z, denoted rk z, is the ordinal defined inductively by rk z def = sup{rk y + 1 :
We define a family of sets A α (Z) closely related to levels of ideals:
◮ Definition 13. Let Z be a partially ordered set. Let A 0 (Z) def = ∅. For every ordinal α > 0, A α (Z) is the set of elements z ∈ Z such that every acceleration candidate below z goes through A β (Z) for some β < α.
is the set of d-tuples with less than n components equal to ω. It is easily shown that A n (Idl(X)) is the upward closure of the complement of Acc n (X). Consequently, A n (Idl(X)) = Idl(X) if and only if Acc n (X) = ∅, and we can bound levels of Idl(X) by means of A n (Idl(X)).
Let us first show that A n (Z) is exactly the set of elements of rank less than ω · n. This rests on the following, which is perhaps less obvious than it seems.
◮ Lemma 14. Let Z be a countable wpo. For every z ∈ Z such that rk z is a limit ordinal, z is the supremum of some acceleration candidate z 0 < z 1 < · · · . Moreover, for any given ordinal β < rk z, the acceleration candidate can be chosen such that β ≤ z i for every i ∈ N.
This fails if Z is not countable: take Z = ω 1 + 1, where ω 1 is the first uncountable ordinal, then ω 1 ∈ Z is not the supremum of countably many ordinals < ω 1 . This also fails if Z is not wqo, even when Z is well-founded: consider the set with one root r above chains of length n, one for each n ∈ N: rk r = ω, but there is no acceleration candidate below r.
Proof. Let α def = rk z. A fundamental sequence for α is a monotone sequence of ordinals strictly below α whose supremum equals α. Fundamental sequences exist for all countable limit ordinals, in particular for α, since Z is countable (e.g. see [23] ). Pick one such fundamental subsequence (γ i ) i∈N . Replacing γ i by sup(β, γ i ) if necessary, we may assume that β ≤ γ m for every i ∈ N. By the definition of rank, for every i ∈ N, there is an element z i < z of rank at least γ i . Since Z is well-quasi-ordered, we may extract a non-decreasing subsequence from (z i ) i∈N . Without loss of generality, assume that z 0 ≤ z 1 ≤ · · · . If all but finitely many of these inequalities were equalities, then z would be equal to z i for m large enough, but that is impossible since z i < z. We can therefore extract a strictly increasing subsequence from (z i ) i∈N . This is an acceleration sequence, its supremum is z, and β ≤ γ i ≤ z i for every i. ◭ ◮ Lemma 15. Let Z be a countable wpo, and let n ∈ N. For every z ∈ Z, rk z < ω · n if and only if z ∈ A n (Z).
Proof. ⇒) By induction on n. The case n = 0 is immediate. Let n ≥ 1. Given any acceleration candidate z 1 < z 2 < · · · below z, we must have rk z 1 < rk z 2 < · · · < rk z. Since rk z < ω · n, there exist ℓ, m ∈ N with ℓ < n such that rk z = ω.ℓ + m. Therefore, rk z i ≥ ω · ℓ for only finitely many i. In particular, there exists some i such that rk z i < ω · ℓ. Since ℓ < n, we have rk z i < ω · (n − 1). By induction hypothesis, z i ∈ A n−1 (Z), and hence z ∈ A n (Z). ⇐) We show by induction on n that rk z ≥ ω · n implies z ∈ A n (Z). The case n = 0 is immediate. Let n ≥ 1. In general, rk z is not a limit ordinal, but can be written as α + ℓ for some limit ordinal α and some ℓ ∈ N. By definition of rank, z is larger than some element of rank α + (ℓ − 1), which is itself larger than some element of rank α + (ℓ − 2), and so on. Iterating this way, we find an element y ≤ z of rank exactly α. Since rk y is a limit ordinal, Lemma 14 entails that y is the supremum of some acceleration candidate z 0 < z 1 < · · · . Moreover, since ω · (n − 1) < rk y, we may assume that rk z i ≥ ω · (n − 1) for every i ∈ N. By induction hypothesis, z i ∈ A n−1 (Z) for every i ∈ N, and hence z ∈ A n (Z). ◭ ◮ Theorem 16. Let X be a countable wqo such that Idl(X) is well-quasi-ordered by inclusion 3 . The following holds: Idl(X) has finitely many levels if and only if rk Idl(X) < ω 2 .
Proof. We apply Lemma 15 to Z = Idl(X), a wpo by assumption. For that, we need to show that Z is countable. There are countably many upwards-closed subsets, since they are all determined by their finitely many minimal elements. Downwards-closed subsets are in one-to-one correspondence with upwards-closed subsets, through complementation, hence are countably many as well, and ideals are particular downwards-closed subsets.
We conclude by noting that the following are equivalent: (1) rk Idl(X) < ω 2 ; (2) rk Idl(X) ≤ ω · n for some n ∈ N; (3) A n (Idl(X)) = Idl(X) for some n ∈ N (by Lemma 15); (4) Acc n (X) = ∅ for some n ∈ N. ◭ While rk Idl(N d ) = ω · d + 1 < ω 2 , not all wqos X used in verification satisfy rk Idl(X) < ω 2 . For example, rk Idl(Σ * ) = ω |Σ| + 1, for any finite alphabet Σ; a similar result holds for multisets over Σ.
Note that the IKM algorithm still terminates if, for each branch B = (c 0 : I 0 , n 0 , c 1 : I 1 , n 1 , . . . , c k : I k , n k , . . .) of the Ideal Karp-Miller tree, [B] def = {I ∈ Idl(X) : ∃j, k ∈ N, j ≤ k and I j ⊆ I ⊆ I k } has rank less than ω 2 . Indeed, the IKM algorithm terminates if and only if each branch B is finite, and the states involved in computing the branch, as well as all needed accelerations, are all included in [B] . Therefore, relaxing "rk Idl(X) < ω 2 " to the more technical condition "rk [B] < ω 2 " may allow one to extend the notion of very-WSTS.
6
Model checking liveness properties for very-WSTS
In this section, we show how the Ideal Karp-Miller algorithm can be used to test whether a very-WSTS violates a liveness property specified by an LTL formula. Testing that S violates a property ϕ amounts to constructing a Büchi automaton B ¬ϕ for ¬ϕ and to test whether B ¬ϕ accepts an infinite trace of S. We first introduce positive very-WSTS, and show that repeated coverability is decidable for them under some effectiveness hypothesis. Then, we show how LTL model checking for positive very-WSTS reduces to repeated coverability.
Deciding repeated coverability
Let S = (X, Σ − →, ≤) be a WSTS and let x ∈ X. We say that w ∈ Σ * is positive for x if there exists some y ∈ X such that x w − → y and x ≤ y. We say that w ∈ Σ * is positive if w is positive for every x ∈ X such that Post (x, w) = ∅. We say that a WSTS S = (X, Σ − →≤) is positive if for every w ∈ Σ * , w is positive for some x ∈ X if and only if w is positive.
We establish a necessary and sufficient condition for repeated coverability in terms of the stuttering automaton and positive sequences: Proposition 17 allows us to show the decidability of repeated coverability under the following effectiveness hypothesis. A class C of WSTS is positive-effective if there is an algorithm that decides, on input S = (X, Σ − →, ≤) ∈ C and a finite automaton A, whether the language of A contains a positive sequence. VAS, Petri nets and ω-Petri nets are positiveeffective, since, for these models, testing whether a finite automaton A accepts some positive sequence amounts to computing the Parikh image of L(A), which is effectively semilinear [35] . (1)
We show how (1) can be tested. For every c ∈ A ↓x , let A c be the finite automaton over alphabet Σ whose set of states is Q c (1), y is repeatedly coverable from x if and only if there exists c ∈ C y such that the language L c \ {ε} of A + c contains a positive sequence. The latter is decidable since C is positive-effective, since A + c can be constructed effectively for every c (because A ↓x can, using the fact that C is completion-post-effective and ∞-completion-effective), and since we can build C y by enumerating the states c of A ↓x , checking whether y ∈ ideal(c) for each (item (2) in the definition of completion-post-effectiveness). ◭ Theorem 20 implies that LTL model checking for ω-Petri nets is decidable. This includes, and generalizes strictly, the decidability of termination in ω-Petri nets [25].
From model checking to repeated coverability

Discussion and further work
We have presented the framework of very-WSTS, for which we have given a Karp-Miller algorithm. This allowed us to show that ideal decompositions of coverability sets of very-WSTS are computable, and that LTL model checking is decidable under some additional assumptions. We have also characterized acceleration levels in terms of ordinal ranks. Finally, we have shown that downward traces inclusion is decidable for very-WSTS. As future work, we propose to study well-structured models beyond very-WSTS for which there exist Karp-Miller algorithms, e.g. unordered data Petri nets (UDPN) [30, 29] , or for which reachability is decidable, e.g. recursive Petri nets 4 [28] with strict monotonicity. It is conceivable that LTL model checking is decidable for such models. Our approach will have to be extended to tackle this problem. For example, UDPN do not have finitely many acceleration levels. To circumvent this issue, Hofman et al. [29] make use of two types of accelerations that can be nested. One type is prioritized to ensure that acceleration levels along a branch grow "fast enough" for the algorithm to terminate. (I, a) ). Write the ideal decomposition of the latter as {I 1 , I 2 , · · · , I n }. For some k, 1 ≤ k ≤ n, z is in I k , and by definition I a I k . By induction hypothesis, I k v J for some ideal containing y, whence the result. 
By induction
4.
For every w ∈ Traces S (x), there is a state y such that x w − → y. Use (1) on I = ↓ x: we obtain an ideal J such that I w J, showing that w ∈ Traces S (↓ x). Conversely, for
are non-empty, so pick y ∈ J. By (2), there are states x ′ ∈ I and y ′ ≥ y such that x ′ w − → y ′ . The fact that x ′ is in I, namely that x ′ ≤ x, allows us to invoke strong monotonicity and obtain a state y ′′ ≥ y ′ such that x w − → y ′′ . In particular, w is in
This process can be repeated using (1) to obtain I i−1 wi I i with I i ⊇ ↓ x i for every i > 0. ◭
B Missing proofs of Section 3.3
The following proposition shows formally that accelerations are well-defined:
◮ Proposition 21. Let S = (X, Σ − →, ≤) be a WSTS such that S is deterministic and has strong-strict monotonicity. Let I ∈ Idl(X) and w ∈ Σ + be such that I ⊂ w(I). For every k ∈ N, w k (I) ⊂ w k+1 (I).
Proof. Let m = |w|. We proceed by induction on k. The base case follows immediately. Let k > 0 and assume that the claim holds for k − 1. In particular, this implies that J = w k−1 (I) and K = w k (I) are defined, and that J ⊂ K.
There exist J 1 , J 2 , . . . , J m ∈ Idl(X) such that J w1 J 1 w2 · · · wm J m . By strong-strict monotonicity of S , there exist K 1 , K 2 , . . . , K m ∈ Idl(X) such that K w1 K 1 w2 · · · wm K m and J i ⊂ K i for every i ∈ [m]. Therefore,
be a WSTS such that S has strong monotonicity, and S is deterministic and has strong-strict monotonicity. For every I ∈ Idl(X) and w ∈ Σ + , 1. if Post S (I, w) = ∅ and I ∈ Acc n (X) for some n ∈ N, then w(I) ∈ Acc n (X); 2. if I ⊂ w(I) and I ∈ Acc n (X) for some n ∈ N, then w ∞ (I) ∈ Acc n+1 (X).
Proof.
1. Suppose that w(I) is defined, i.e., that Post S (I, w) = ∅. We proceed by induction on n. If n = 0, then we are done since w(I) ∈ Idl(X) = Acc 0 (X).
Assume n > 0 and that the claim holds for n − 1. There exist I 1 , I 2 , . . . ∈ Acc n−1 (X) such that I 1 ⊂ I 2 ⊂ · · · and I = i∈N I i . Let A = {i ∈ N : Post S (I i , w) = ∅}. We have
where the first equality follows from Prop. 3(3). Therefore, A cannot be empty. Let i ∈ A and j > i. Since I i ⊂ I j , we have w(I i ) ⊂ w(I j ) by strong-strict monotonicity of S . This implies that j ∈ A and, in particular, that A is infinite. We conclude that w(I) ∈ Acc n (X) since, by induction hypothesis, w(I i ) ∈ Acc n−1 (X) for every i ∈ A.
2.
Since I ⊂ w(I), we have w ∞ (I) = k∈N w k (I) and the sequence I ⊂ w(I) ⊂ w 2 (I) ⊂ · · · ⊂ w k (I) ⊂ · · · is strictly increasing by Proposition 21. By (1), w k (I) ∈ Acc n (X) for every k ∈ N. Therefore, w ∞ (I) ∈ Acc n+1 (X). ◭
C Detailed Karp-Miller algorithm
We Proof. We prove (1) by induction on |w|. If |w| = 0, then w = ε, which implies z = y. Thus, it suffices to take d def = c. Assume |w| > 0 and that the claims holds for words of length less than |w|. There exist u ∈ Σ * , a ∈ Σ and y ′ ∈ X such that w = ua and y u − → y ′ a − → z. By induction hypothesis, there exists a node c ′ ∈ A I0 such that c u A c ′ and y ′ ∈ ideal(c ′ ). Let I def = ideal(c ′ ). Since y ′ a − → z and y ′ ∈ I, there exists some J ∈ Idl(X) such that z ∈ J and I a J. If c ′ has a successor under a labeled by J, then we are done. Otherwise, there are two cases to consider.
If c ′ has no successor under a, then c ′ must be a leaf of T I0 . Thus, c ′ has an ancestor c ′′ in T I0 such that ideal(c ′ ) = ideal(c ′′ ). Thus, c ′ ε A c ′′ . Now, c ′′ has a successor d under a, otherwise it would also be a leaf of T I0 , which is impossible. Therefore, J = ideal(d), and hence c
If c has a successor d under a, then J has been accelerated. Therefore, ideal ( In particular, ↓ Traces S (x) is a regular language computable from S and x.
Proof.
By Theorem 10, we have D ↓x = ↓ Post * S (↓ x). Moreover, by strong monotonicity of S, we have ↓ Post * S (↓ x) = ↓ Post * S (x). By Theorem 10, we have
Therefore ↓ Traces S (↓ x) = ↓ L(A ↓x ) = ↓ L(K ↓x ). Moreover, by strong monotonicity of S, we have Traces S (↓ x) = Traces S (x). ◭
E Missing proofs of Section 5
We first prove the following claim made in Section 5:
◮ Proposition 23. A α (N d  ω ) is the set of d-tuples with less than α components equal to ω.
Proof. Using the fact that A α (N d ω ) grows as α grows, it suffices to show the claim for α ≤ d + 1. This is shown by induction on α. The case α = 0 is obvious.
Let 1 ≤ α ≤ d + 1. If x = (x 1 , · · · , x d ) ∈ N ω has at least α components equal to ω, we obtain an acceleration candidate by picking an index j such that x j = ω, and forming the tuples (x 1 , · · · , x j−1 , i, x j+1 , · · · , x d ) for i ∈ N. By induction hypothesis, these tuples have at least α − 1 components equal to ω and therefore cannot be in A α−1 (N d  ω ) . This entails that x cannot be in A α (N d  ω ) . Conversely, assume that x = (x 1 , · · · , x d ) has less than α components equal to ω, say at positions 1, 2, . . . , n < α. (The general case is obtained by applying a permutation of the indices.) There are only finitely many tuples y ≤ x that have their first n components equal to ω. Therefore any acceleration candidate below x, being infinite, must contain a tuple with at most n − 1 components equal to ω. Since n − 1 < α − 1, by induction hypothesis it must go through
We prove the following claim made in Section 5:
◮ Proposition 24. rk Idl(Σ * ) = ω |Σ| + 1 for every finite alphabet.
Proof. Let k def = |Σ|. The elements of Idl(Σ * ) are word-products P , defined as formal products e 1 e 2 · · · e m of atomic expressions of the form a ? , a ∈ Σ, or A * , where a ? denotes {a, ε} and A is a non-empty subset of Σ [31, 19] . Word-products were introduced under this name in [3] .
Lower bound. Enumerate the letters of Σ as a 1 , a 2 , . . . , a k . Let A i = {a 1 , a 2 , · · · , a i }. Any ordinal α strictly less than ω k can be written in a unique way as ω k−1 · n k−1 + ω k−2 · n k−2 + · · · + ω · n 1 + n 0 . Define an ideal I α by the word-product
The first terms, n 0 times a ? 1 , have a different format from the rest of the word-product. For uniformity of treatment, we write a ? 1 as a ? 1 A * 0 (indeed A * 0 = ∅ * = {ǫ}), so I α = (a ? 1 A * 0 ) n0 (a ? 2 A * 1 ) n1 · · · (a ? k A * k−1 ) n k−1 . We claim that β > α implies I β ⊃ I α . Let α = ω k−1 ·n k−1 +ω k−2 ·n k−2 +· · ·+ω·n 1 +n 0 and β = ω k−1 ·m k−1 +ω k−2 ·m k−2 +· · ·+ ω · m 1 + m 0 . The condition β > α is equivalent to the fact that (m k−1 , m k−2 , · · · , m 1 , m 0 ) is lexicographically larger than (n k−1 , n k−2 , · · · , n 1 , n 0 ). Write β → α if for some i with 0 ≤ i < k, n k−1 = m k−1 , n k−2 = m k−2 , . . . , n i+1 = m i+1 , and m i = n i + 1. Since > is the transitive closure of →, it suffices to show that β → α implies I β ⊃ I α .
Containment is proved as follows.
, because every word in the latter contains only letters from {a 1 , a 2 , · · · , a i } = A i . Hence A * i P contains (a ? 1 A * 0 ) n0 (a ? 2 A * 1 ) n1 (a ? 3 A * 2 ) n2 · · · (a ? i A * i−1 ) ni−1 P , which is equal to I α . Since I β contains A * i P , we conclude. We now show that containment is strict. Let w be the word a m0 1 (a 2 a 1 ) m1 (a 3 a 2 ) m2 · · · (a k a k−1 ) m k−1 . Clearly, w is in I β . To show that w is not in I α , we show that u(a i+1 a i ) ni+1 (a i+2 a i+1 ) mi+1 · · · (a j a j−1 ) mj−1 is not in L(a ? i+1 A * i ) ni (a ? i+2 A * i+1 ) mi+1 · · · (a ? j A * j−1 ) mj−1 for any j, i + 1 ≤ j ≤ k, where u is an arbitrary word in A * i and L is an arbitrary language included in A * i . We will obtain w ∈ I α by letting j = k, u = a m0 1 (a 2 a 1 ) m1 · · · (a i a i−1 ) mi−1 and L = (a ? 1 A * 0 ) n0 (a ? 2 A * 1 ) n1 (a ? 3 A * 2 ) n2 · · · (a ? i A * i−1 ) ni−1 . This is by induction on j − (i + 1). If j = i + 1, we must show that u(a i+1 a i ) ni+1 is not in L(a ? i+1 A * i ) ni , and that is obvious since any word in L(a ? i+1 A * i ) ni can contain at most n i occurrences of a i+1 . In the induction case,
Since v 2 is a suffix of v(a j+1 a j ) mj and is in (a ? j+1 A * j ) mj , v 2 must in fact be a suffix of (a j+1 a j ) mj . Hence v 1 contains v as prefix. However, v 1 is in A and A is downwards-closed, and that implies v ∈ A in particular: contradiction.
This ends our proof that β > α implies I β ⊃ I α . Since I β ⊃ I α implies rk I β > rk I α , an easy ordinal induction shows that rk I α ≥ α for every ordinal α < ω k . There is a further ideal A * k = Σ * in Σ * . It contains every I α , and strictly so since the number of occurrences of a k in any word of I α is bounded from above by n k−1 (where α = ω k−1 · n k−1 + ω k−2 · n k−2 + · · · + ω · n 1 + n 0 ), but there are words with arbitrarily many occurrences of a k in A * k . It follows that the rank of A * k in Idl(Σ * ) is at least sup{α + 1 | α < ω k } = ω k , and therefore that the rank of Idl(Σ * ) is at least ω k + 1.
Upper bound. Order atomic expressions by: A * ⊏ B * if and only if A ⊂ B, a ? ⊏ B * if and only if a ∈ B, and no other strict inequality holds. The relation ⊏ is simply strict inclusion of the corresponding ideals. A word-product P = e 1 e 2 · · · e m is reduced if and only if the ideal e i e i+1 is included neither in e i nor in e i+1 , for every i, 1 ≤ i < m. Reduced word-products are normal forms for word-products [3] . On reduced word-products, we define two binary relations ⊏ w and ⊑ w by the following rules, and the specification that ⊑ w is the reflexive closure of ⊏ w :
Those rules are taken from [27, Figure 1] , and specialized to the case where all letters from Σ are incomparable. (That means that the rule called (w2) there never applies, and we have kept the remaining rules (w1), (w3)-(w5).) For reduced word-products P and P ′ , P ⊏ w P ′ if and only if P , as an ideal, is strictly contained in P ′ (loc.cit.; alternatively, this is an easy exercise from the characterization of [non-strict] inclusion in [3] .) It follows that if P is strictly below P ′ in Idl(Σ * ), then µ(P ) is strictly below µ(Q) in the multiset extension of ⊏, where, for P = e 1 e 2 · · · e m , µ(P ) is the multiset {e 1 , e 2 , · · · , e m }, a fact already used in [27] .
The set of atomic expressions consists of the following elements: elements of the form a ? are at the bottom, and have rank 1; just above, we find {a} * , of rank 2, then {a, b} * of rank 3, etc.. In other words, A * has rank one plus the cardinality of A. In particular, all atomic expressions except Σ * have rank at most k.
Among reduced word-products P , those that are different from Σ * must be of the form e 1 e 2 · · · e m where no e i is equal to Σ * . This is by definition of reduction. Hence the suborder of those reduced word-products P = Σ * has rank less than or equal to the set of multisets {e 1 , e 2 , · · · , e m } where each e i has rank at most k (in the set of atomic expressions different from Σ * ).
The rank of the set of multisets of elements, where each element has rank at most k, is at most ω k . This is well-known, but here is a short argument. We can map any multiset {e 1 , e 2 , · · · , e m } to the ordinal ω k−1 · n k−1 + ω k−2 · n k−2 + · · · + ω · n 1 + n 0 where n i counts the number of elements e j of rank i, and we observe that this mapping is strictly monotone.
It follows that the suborder of those reduced word-products P that are different from Σ * has rank at most ω k . Idl(Σ * ) contains just one additional element, Σ * , which is therefore of rank at most ω k . Hence Idl(Σ * ) has rank at most ω k + 1. ◭ F Missing proofs of Section 6.1
To prove Prop. 17, we first prove two useful observations on the stuttering automaton: Proof. 1. For the sake of contradiction, suppose that num-accel(c) = num-accel(d). This means that at least one acceleration occurred between c and d. Let c ′ be the first accelerated node, i.e. the first node such that num-accel(c ′ ) = num-accel(c) + 1 and c * T c ′ * T d. Let n be the largest n ∈ N such that ideal(c) ∈ Acc n (X). By Prop. 6(2), c ′ ∈ Acc n+1 (X). Moreover, by Prop. 6, ideal(d) ∈ Acc n+k (X) for some k ≥ 1. This is a contradiction since ideal(d) = ideal(c). 2. Since c can reach d, there exist a path of length n ≥ 0 from c to d in A I0 . Let c 0 , c 1 , . . . c n be the nodes visited by this path, where c 0 = c and c n = d. We prove the claim by induction on n. If n = 0, then c = d and the the claim trivially holds. Assume that n > 0 and the claims holds for n − 1. By induction hypothesis, num-accel(c 0 ) ≤ num-accel(c n−1 ). If c n is an ancestor of c n−1 such that ideal(c n−1 ) = ideal(c n ), then we are done since num-accel(c n−1 ) = num-accel(c n ) by (1). Otherwise, c n−1 a T c n for some a ∈ Σ. By Prop. 6, num-accel(c n ) = num-accel(c n−1 ) or num-accel(c n ) = num-accel(c n−1 ) + 1. ◭
We may now prove Prop. 17. Proof. ⇒) Assume y is repeatedly coverable from x. There exist y 0 , y 1 , · · · ∈ X, v 0 ∈ Σ * and v 1 , v 2 , . . . ∈ Σ + such that x v0 − → y 0 v1 − → y 1 v2 − → · · · and y i ≥ y for every i ∈ N. By Prop. 11(1), there exist c 0 , c 1 , . . . ∈ A ↓x such that r v0 A c 0 v1 A c 1 v2 A · · · and y i ∈ ideal(c i ) for every i ∈ N. By Prop. 25(2), num-accel(c i ) ≤ num-accel(c i+1 ) for every i ∈ N. Since finitely many accelerations can occur along this path, there exists some ℓ ∈ N such that num-accel(c i ) = num-accel(c j ) for every i, j ≥ ℓ. Since X is well-quasi-ordered, there exist ℓ ≤ i < j such that y i ≤ y j . Let u def = v 0 v 1 · · · v i and w def = v i+1 · · · v j . We are done since c i w A c j , |w| > 0, num-accel(c i ) = num-accel(c j ) and w is positive for y i which implies that w is positive by positivity of S. ⇐) Let c, d ∈ A ↓x , w ∈ Σ + and y ′ ∈ X be such that c w A d, num-accel(c) = num-accel(d), w is positive, and y ∈ ideal(c). Since no acceleration occurs from c to d, we have ideal(c) w ideal(d). Therefore, there exists y ′ ∈ ideal(c) such that Post S (y ′ , w) = ∅. In particular, by positivity of S, this implies that w is positive for y ′ . Since ideal(c) is directed and y ∈ ideal(c), there exists z ∈ ideal(c) such that z ≥ y ′ and z ≥ y. Let u ∈ Σ * be the
