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    PointObject& point, // ※並べ替えを事前に行っているものとする。
    VertexBufferObject* vbo )
{
    // 大域的に定義されるパラメータを取得する。
    float repetition_level = GetRepetitionLevle();
    // VBOを繰り返し（リピート）計算回数分用意する。
    vbo = new VertexBufferObject[ repetition_level ];
    // 各VBOに１リピート分ずつ粒子を転送する。
    for ( int r = 0; r < repetition_level; r++ )
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    {
        // r番目のVBOに転送する粒子の個数を取得する。
        int n = GetNVerticesPerRpetition( r );
        // 粒子データ（座標、法線、色）のバイトサイズを計算する。
        size_t coord_size = sizeof(float) * n * 3;
        size_t normal_size = sizeof(float) * n * 3;
        size_t color_size = sizeof(unsigned char) * n * 3;
        // GPU上にr番目のVBO用メモリ領域を確保する。
        vbo[r].create( coord_size + normal_size + color_size );
        // 座標データを転送する。
        float* coord_ptr = point.coords().pointer() + n * 3;
        size_t coord_offset = 0;
        vbo[r].download( coord_size, coord_ptr, coord_offset );
        // 続けて、法線データを転送する。
        float* normal_ptr = point.normals().pointer() + n * 3;
        size_t normal_offset = coord_offset + coord_size;
        vbo[r].download( normal_size, normal_ptr, normal_offset );
        // 最後に、色データを転送する。
        unsigned char* color_ptr = point.colors().pointer() + n * 3;
        size_t color_offset = normal_offset + normal_size;
        vbo[r].download( color_size, color_ptr, color_offset );



















    FrameBufferObject* fbo,
    Texture2D* texture,
    RenderBuffer* buffer )
{
    //大域的に定義されるパラメータを取得する。
    float Ls = GetSubpixelLevel();
    int W = GetWindowWidth();
    int H = GetWindowHeight();
    // GPUメモリを初期化する。
    texture->release();
    buffer->release();
    // FBOを用意する。
    fbo->create();
    fbo->bind();
    // 色データ格納用のテクスチャを生成する。
    texture->release();
    texture->setPixelFormat( GL_RGB, GL_RGB, GL_UNSIGNED_BYTE );
    texture->create( W * Ls, H * Ls );
    // 奥行き比較用のレンダーバッファ（デプスバッファ）を生成する。
    buffer->release();
    buffer->setInternalFormat( GL_DEPTH_COMPONENT );
    buffer->create( W * Ls, H * Ls );
    // FBOに関連つける。
    fbo->attachColorTexture( texture->id() );
    fbo->attachDepthRenderBuffer( buffer->id() );
    fbo->bind();
    // 後処理
    texture->unbind();
    buffer->unbind();
    fbo->disable();
}
void ProjectParticles(
    VertexBufferObject& vbo,
    ProgramObject& shader
    )
{
    // 投影する粒子が格納されているVBOを指定する。
    vbo.bind();
    // シェーダ（頂点シェーダとフラグメントシェーダ）を利用するための
    // プログラムオブジェクトを指定する。
    shader.bind();
    // VBOに格納されている粒子の個数を取得する。
    size_t nvertices =GetNVertices( vbo );
// VBOに格納された粒子データ（座標、法線、色）に対する
// オフセットを取得する。
size_t coord_offset = GetCoordOffset( vbo );
size_t normal_offset = GetNormalOffset( vbo );
size_t color_offset = GetColorOffset( vbo );
    // 粒子を投影する。
    glEnableClientState( GL_VERTEX_ARRAY );
    glVertexPointer( 3, GL_FLOAT, 0, (char*)(coord_offset) );
    glEnableClientState( GL_NORMAL_ARRAY );
    glNormalPointer( 3, GL_FLOAT, 0, (char*)(normal_offset) );
    glEnableClientState( GL_COLOR_ARRAY );
    glColorPointer( 3,GL_UNSIGNED_BYTE,0,(char*)(color_offset) );
    glDrawArray( GL_POINTS, 0, nvertices );
    glDisableClientState( GL_VERTEX_ARRAY );
    glDisableClientState( GL_NORMAL_ARRAY );
    glDisableClientState( GL_COLOR_ARRAY );
    // シェーダの指定を解除する。




















void main( void )
{
    gl_FrontColor = gl_Color;
    gl_Position = ftransform();
    normal = gl_Normal.xyz;





void main( void )
{
    // Phongシェーディング
    vec3 L = normalize( gl_LightSource[0].position.xyz - position );
    vec3 N = normalize( gl_NormalMatrix * normal );
    float dd = max( dot( L, N ), 0.0 );
    vec3 ambient = vec3( 0.5, 0.5, 0.5 );
    vec3 diffuse = vec3( 0.5, 0.5, 0.5 );
    gl_FragColor.xyz = gl_Color.xyz * ( ambient + diffuse * dd );













    Texture& texture,
    ProgramObject& shader
{
    // 大域的に定義されるパラメータを取得する。
    float Ls = GetSubpixelLevel();
    int W = GetWindowWidth();
    int H = GetWindowHeight();
    glMatrixMode( GL_MODELVIEW );
    glPushMatrix();
    glLoadIdentiry();
    glMatrixMode( GL_PROJECTION );
    glPushMatrix();
    glLoadIdentity();
    glOrtho( 0, 1, 0, 1, -1, 1 );
    {
        // テクスチャとシェーダを指定する。
        texture.bind();
        shaders.bind();
        // 縮小するためのパラメータを計算する。
        float step_x = 1.0f / ( W * Ls );
        float step_y = 1.0f / ( H * Ls );
        float start_x = -step_x * ( ( Ls - 1 ) * 0.5f );
        float start_y = -step_y * ( ( Ls - 1 ) * 0.5f );
        // 計算したパラメータをシェーダにセットする。
        shader.setUniformValuei( “texture”, 0 );
        shader.setUniformValuef( “start”, start_x, start_y );
        shader.setUniformValuef( “step”, step_x, step_y );
        shader.setUniformValuef( “count”, Ls, Ls );
        shader.setUniformValuef( “scale”, 1.0f / ( Ls * Ls ) );
        // フレームバッファに書き込む（テクスチャマッピング）。
        glClear( GL_COLOR_BUFFER_BIT );
        glDisable( GL_DEPTH_TEST );
        glDisable( GL_LIGHTING );
        glBegin( GL_QUADS );
        glColor4f( 1.0, 1.0, 1.0, 1.0 );
        glTexCoord2f( 1, 1 ); glVertex2f( 1, 1 );
        glTexCoord2f( 0, 1 ); glVertex2f( 0, 1 );
        glTexCoord2f( 0, 0 ); glVertex2f( 0, 0 );
        glTexCoord2f( 1, 0 ); glVertex2f( 1, 0 );
        glEnd();
        glEnable( GL_LIGHTING );
        glEnable( GL_DEPTH_TEST );
        // テクスチャとシェーダの指定を解除する。
        shader.unbind();
        texture.unbind();
    }
    glPopMatrix();
    glMatrixMode( GL_MODELVIEW );








void main( void )
{
    gl_Position = ftransform();








void main( void )
{
    int x, y;
    vec2 pos1, pos2, pos3;
    vec4 c = vec4( 0.0, 0.0, 0.0, 0.0 );
    pos1 = gl_TexCoord[0].st + start;
    float weight_xy, weight_y;
    for ( y = 0; y < count.t; y++ )
    {
        pos2 = pos1;
        if ( x + 1 < count.s )
        {
            weight_y = 2.0;
            pos2.t += step.t * 0.5;
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            y++;
            pos1.t += step.t;
        }
        else
        {
            weight_y = 1.0;
        }
        for ( x = 0; x < count.s; x++ )
        {
            weight_xy = weight_y;
            pos3 = pos2;
            if ( x + 1 < count.s )
            {
                weight_xy = weight_y * 2.0;
                pos3.s += step.s * 0.5;
                x++;
                pos2.s += step.s;
            }
            c += texture2D( texture, pos3 ) * weight_xy;
            pos2.s += step.s;
        }
        pos1.t += step.t;
    }







































    VertexBufferObject* vbo,
    ProgramObject& proj_shader,
    ProgramObject& subpix_shader,
    FrameBufferObject& fbo,
    Texture& texture )
{
    // 大域的に定義されているパラメータを取得する。
    size_t Ls = GetSubpixelLevel();
    size_t Lr = GetRepetitionLevel();
    int W = GetWindowWidth();
    int H = GetWindowHeight();
    // アキュムレーションバッファを初期化する。
    glClear( GL_ACCUM_BUFFER_BIT );
    // 累積計算
    for ( int r = 0; r < Lr; r++ )
    {
        // FBO（テクスチャ）に粒子を投影する。
        fbo.bind();
        glViewport( 0, 0, W * Ls, H * Ls );
        glClear( GL_COLOR_BUFFER_BIT | GL_DEPTH_BUFFER_BIT );
        ProjectParticles( vbo[r], proj_shader );
        // サブピクセル処理を行い、結果をアキュムレーションバッファに
        // に書き込む。
        fbo.unbind();
        glViewport( 0, 0, W, H );
        SubpixelProcessing( texture, subpix_shader );
        // 累積する。
        glAccum( GL_ACCUM, 1.0f );
    }
    // 平均化する。











    ProgramObject* proj_shader,
    ProgramObject* subpix_shader )
{
    // 粒子投影用頂点シェーダを読み込みコンパイルする。
    ShaderSource proj_vert_src;
    proj_vert_src.read( “ProjectParticles.vert” );
    VertexShader proj_vert_sh;
    proj_vert_sh.create( proj_vert_src );
    // 粒子投影用フラグメントシェーダを読み込みコンパイルする。
    ShaderSource proj_frag_src;
    proj_frag_src.read( “ProjectParticles.frag” );
    FragmentShader proj_frag_sh;
    proj_frag_sh.create( proj_frag_src );
    // 粒子投影用シェーダをリンクする。
    proj_shader->link( proj_vert_sh, proj_frag_sh );
    // サブピクセル処理用頂点シェーダを読み込みコンパイルする。
    ShaderSource subpix_vert_src;
    subpix_vert_src.read( “SubpixelProcessing.vert” );
    VertexShader subpix_vert_sh;
    subpix_vert_sh.create( subpix_vert_src );
    // サブピクセル処理用フラグメントシェーダを読み込みコンパイルする。
    ShaderSource subpix_frag_src;
    subpix_frag_src.read( “SubpixelProcessing.frag” );
    FragmentShader subpix_frag_sh;
    subpix_frag_sh.create( subpix_frag_src );
    // サブピクセル用シェーダをリンクする。






































































//   #include <kvs/glew/GLEW>





// 　subpixel_level * sqrt( repetition_level )
kvs::PipelineModule r( new kvs::glew::ParticleVolumeRenderer );
r.get<kvs::glew::ParticleVolumeRenderer>()
  ->setSubpixelLevel( subpixel_level );
r. get<kvs::glew::ParticleVolumeRenderer>()
  ->setRepetitionLevel( repetition_level );
4.2 実験
前節で述べたレンダラを利用して、Intel Core2 Duo 
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図9　GPU版PBVRシステムを用いた可視化結果
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