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Abstract 
Increasing global competition forces companies to constantly reduce the time-to-market of their products. This involves not only 
the reduction of the product development time itself, but also the reduction of production system development until the desired 
production output level has been achieved. Since the development of product and production system highly determine each other, 
they have to be developed in a close interplay. According to Systems Engineering principles all the involved engineering 
disciplines must be included in an integrated development process based on a common system model to achieve the required 
systems thinking. Each engineering discipline performs its individual development task in accordance with the overall 
requirements and dependencies that are defined within the system model. However in early design phases there is always a gap 
between the general system model and the discipline-specific development tools since the system characteristics are not yet 
entirely defined and subject to change. In our contribution we present and validate an approach to automatically generate 
discrete-event material flow simulation models from a general system model of the production system already in the conceptual 
design phase. The approach enables a continuous validation of the overall system design and therefore significantly reduces the 
development time and costs. 
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1. Introduction 
In recent years the life cycles of new products have constantly decreased whereas the product complexity has 
simultaneously been rising exponentially. As a result the development task becomes even more challenging since 
higher product complexity demands greater engineering efforts which additionally have to be carried out in shorter 
time periods. Traditional Product Engineering methodologies cannot handle this rising complexity anymore and 
only allow considering the product development as a sequence of isolated process steps. As a consequence the 
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development of the production system does usually not begin until the product development has been finished. 
However the product concept is highly determined by the available or considered manufacturing technology since 
many properties regarding e.g. material, surface or shape can only be realized with certain manufacturing 
technologies. It is therefore necessary to develop the product as well as its according production system in a close 
interplay from the beginning to avoid cost and time intensive iteration loops during the development phase. Model-
based Systems Engineering (MBSE) approaches help to cope with the resulting complexity by structuring the 
specific models of the different engineering domains in an interrelated hierarchy. A general system model formally 
describes the connections between the domain specific models, i.e. interfaces, and ensures a common data basis 
throughout the development phase. This procedure can mitigate inconsistencies and redundancies between the 
developers while each domain-specific engineering task is being performed individually. 
Once a first system draft, the so-called principle solution for product and production system has been defined, 
domain-specific development tools can be used to validate the conceptual design and further elaborate product as 
well as production system. This early property validation is extremely valuable during the development phase since 
the resource consumption for changes of the conceptual design rises exponentially with its degree of maturity. One 
Dymola software 
environment, e.g. for an estimation of vibration or bearing reactions. The same kind of early validation for the 
production system properties is currently very resource-intensive, since there is no way of automatically generating 
a first material flow simulation model from the principle solution. Hence, the developer must manually build the 
material flow simulation model with information that has already been specified in the conceptual design before. In 
our contribution we present an approach to automatically generate first material flow simulation models from 
preliminary production system models during early design phase, i.e. when system information are vague or 
incomplete. The approach is based on a specification technique that allows the integrated development of product 
and production system. In Section 2 we will first give an overview of previous work and premises that have been 
conducted in this field, followed by a detailed description of our approach in Section 3 together with an application 
example. Our contribution is finished with a conclusion and an outlook in Section 4. 
2. Approaches for the Specification and Conversion of Production System Models 
Although the general potential of using material flow simulation approaches is widely acknowledged among 
experts, the practical use within the industry is still insufficient. A reason for that lies in the special knowledge that 
is required to operate the tools and acquire the corresponding data. Large companies hire specialists within 
dedicated departments for process description and simulation, but small and medium sized enterprises (SMEs) often 
do not have the resources for similar investments. However the complexity of the development task for new 
products and their according production system is not lower than in large enterprises. It is therefore necessary to 
drastically reduce the entrance barriers for the utilization of simulation tools, especially for SMEs. Automated 
simulation model generation based on information that has already been compiled within the enterprise is a big 
leverage to achieve that goal. Of the several approaches that have been introduced for that purpose, some examples 
shall be discussed in the following section. 
2.1. Overview of Previous Work 
A comprehensive approach for automated simulation model generation has been introduced by SON AND WYSK 
who developed an architecture for real-time simulation-based shop floor control [1]. Based on a shop floor resource 
model which provides the static model information and a shop floor control model that provides the dynamic model 
information, the simulation code is generated. It is assumed that these two shop floor models exist already and 
constitute the basis for the subsequent simulation model generation. While the focus of the approach lies in the real-
time controlling of production processes it demonstrates the importance of seamless source data integration into any 
automated model generation approach. Model generation is only possible if a valid data source is available and the 
data are structured in a defined way. 
A more generic approach is presented by SCHOENHERR AND ROSE who use SysML as simulation-tool 
independent description for discrete processes [2]. The resulting model can then be converted from SysML to any 
previously specified simulation environment. The advantage of such a general architecture results from its principal 
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modularity which allows the integration of a multitude of data sources. Since SysML is especially strong in 
modeling communication flows and process sequences, the approach focusses mainly on production planning and 
control tasks. Resource management and technological interdependencies however seem rather hard to implement.  
According to BERGMANN these kinds of approaches bear a risk of missing acceptance with ongoing product 
lifecycle since the efforts of manually maintaining the system model in parallel to the enterprise resource data does 
not match the benefits [3]. He proposes a hybrid approach instead, which initially supports the planning process 
during development but can later be easily adapted to serve as support system during system commissioning and 
operation. This is enabled by the consequent utilization of the enterprise resource data and implementation of 
automated experimental test runs. The simulation model generation is therefore a continuous process throughout the 
system life cycle which is conducted in regular intervals and with changing aspects to be considered. The developed 
architecture ensures an access to the most recent data sources, thus elevating acceptance among the system 
developers and business planners. Nevertheless engineering data that are not available within the ERP system also 
have to be considered to fully capture the system characteristics. 
The presented contributions are only examples for a number of similar approaches which aim for a higher degree 
of automation in simulation model generation. Most of these approaches focus either on operation support of 
existing production systems or on the later phases of Product Engineering when the product has already been fully 
specified and most of the technical and economical parameters are known. However during early product design 
many data are not yet available. A robust model generation approach should nevertheless be able to simulate the 
system in a more generic way when further information are missing. Additionally the development of product and 
production system has to be conducted in interplay to consider the mutual interdependencies. In the next section a 
specification technique will be described which fulfills that requirement and enables an automated model generation 
during early Product Engineering. 
2.2. Specification Technique CONSENS 
The specification technique CONSENS (Conceptual Design Specification Technique for the Engineering of 
Complex Systems) has been developed to describe the principle solution of the product and its according production 
system [4]. It provides a common language for the developers of the different domains. The principle solution of a 
complex mechatronic product and its production system needs to be divided into aspects (see figure 1). The 
mentioned aspects are represented by ten so-called partial models that together form the general system model. 
Since the partial models are in relation with each other, the principle solution consists of a coherent system of partial 
models describing the concepts of the product and the production system.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 1. Partial models of the specification technique CONSENS according to [4] 
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Each partial model contains the specific system information in order to avoid redundancies within the model 
description of the principle solution. The product-specific partial models describe the environment in which the 
system is operating, one or more application scenarios for which the system is designed for and functions as well as 
behavior that the system exhibits. The Active Structure as well as the shape describe the principal configuration of 
the system and its external appearance, making them the central partial models of the product during development 
[5]. General requirements that are valid for product and production system are specified in the corresponding partial 
model. These requirements comprise for example performance data of the product or the desired annual production 
amount of the production system. Before the actual production system development can be initiated, a first draft of 
the product should be specified so at least a rough building structure can be assumed as a starting point. The 
production system specification is then conducted within the three dedicated partial models of CONSENS: 
 
 Process sequence: Each process is characterized by a manufacturing function and attributes. During the 
conceptual design the manufacturing functions are concretized into manufacturing processes and technologies. 
Each process always has at least one input-object and at least one output-object. Those objects are referred to as 
material elements.  
 
 Resources: Resources are defined as all equipment, tools and personnel that is required for the execution of 
processes. To every process of the partial model process sequence at least one resource is allocated, whereas it is 
possible that one resource realizes more than one process.  
 
 Shape (Production System): Analogue to the conceptual design of the product, first definitions of the shape are 
made during the conceptual design of the production system. We refer to the shape as workspace, the required 
floor space of machines or the active areas of handling appliances. 
 
Based on the specification of a principle solution of the production system, in the next section we will describe 
the prerequisites for the automated generation of a material flow simulation model from the general system model. 
2.3. Data interchange between general system model and Material Flow Simulation   
 Once system developers have agreed upon a first principle solution, a simulation-based system validation can 
provide valuable insights before the next iteration step is taken. While the validation of product characteristics, e.g. 
dynamic behavior, can be performed with dedicated tools like Dymola by Dassault Systèmes, production system 
validation is processed on a more abstract level. Instead of simulating all the machines in detail, the behavior of the 
production system is simplified to a material flow simulation. In our case we have chosen the program Plant 
Simulation by Siemens PLM Software for this purpose, although the approach is general in nature and can be 
transferred to other programs as well. The only requirements for the tool are interfaces for open data interchange 
standards, instead of proprietary file formats. Plant Simulation for examples offers a data import via XML, making 
it a good choice for external tool connectivity. In the next sections we will describe how the interchange file for data 
export should be structured so it can automatically be generated from the specified principle solution in CONSENS 
while being accessible by an XML data importer. 
2.3.1. General structure of the interchange format 
As the interchange file must be compatible with XML data standards, AutomationML (AML) is a suitable data 
format since it has been specifically set up as an intermediate format for the Digital Factory while remaining within 
the XML specification [6]. It is provided as open standard and used for storage and exchange of plant engineering 
information. For that purpose it comprises several standard data formats and is based on CAEX (Computer Aided 
Engineering Exchange) format. In general AML is object-oriented, so all data are saved in objects with certain 
properties and interfaces. These objects are independent from the specific context and can be easily reused within 
other projects. Each AML object is derived from one of the three root libraries SystemUnitClassLib, RoleClassLib 
and InterfaceClassLib. These are hierarchically structured libraries and contain all basic classes [7]. 
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The SystemUnitClassLib covers the tangible objects within the production system, e.g. products to be produced 
or machines. The RoleClassLib comprises all the abstract roles that objects can act as, e.g. Machine X can act as 
assembly device. The connections between the different elements of the production system are represented by 
objects of the InterfaceClassLib. An example of a connection is the material flow between two machines. 
  
While the three libraries offer templates for the description of the single elements, roles and interfaces of the 
production system, the InstanceHierarchy finally contains the actual instantiations of these classes. Therefore the 
complete description of the modeled production system results from the InstanceHierarchy. Using the predefined 
structure the developers are able to first model the system with the abstract roles of the RoleClassLib and assign the 
system more detailed objects of the SystemUnitClassLib later on. This aspect of the model generation is most 
important to enable an early simulative validation even when the system specification is not complete. An overview 
of the three libraries and the corresponding InstanceHierarchy can be seen in figure 2. In the following sections the 
libraries will be described in more detail to clarify the way how simulation model relevant information is structured 
within them.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 2. Overview of class libraries and hierarchies 
2.3.2. SystemUnitClassLib 
The SystemUnitClassLib contains all those elements that correspond with the basic units of typical simulation 
tools, i.e. material elements, source, drain or assembly stations. These elements are ordered by classes within the 
library. Each class is further divided into the different components of Plant Simulation. The Human class for 
example contains the Worker class while the Production class consists of the SingleProc, i.e. the workstation. Other 
classes are Storage with the Buffer or Assembly with its equivalent station. Each group as well as each class can be 
expanded with an arbitrary number of individually customized classes or properties respectively to adapt the level of 
detail and extent to the complexity of the development task. The basic hierarchy of the SystemUnitClassLib and its 
graphical representation in the Plant Simulation GUI is displayed in figure 3. 
Contains all instantiations of 
classes and describes the 
specific production system 
Defines abstract roles of a 
production system to reduce 
modeling efforts 
Specifies properties of 
tangible units within a 
production system 
Describes the interdepen-
dencies between production 
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Fig. 3. Class hierarchy of SystemUnitClassLib and graphical representation in Plant Simulation GUI
2.3.3. InterfaceClassLib
AutomationML standard connections as well as user customized connection types are configured within the
InterfaceClassLib. There are two kinds of standard connections [7]:
Logical connections that specify the relation between objects in the InstanceHierarchy, e.g. a process that is
executed on a specific resource
Order connections that specify the sequence of process steps or resources so every object has a preceding and
successive connection 
In order to detail a production system, human resources need to be considered and assigned to resources. The
resource should only produce if a worker is available for setup support as well as maintenance and repair jobs. 
Therefore the customized connection Assignment has been implemented that can relate a worker and a machine.
2.3.4. RoleClassLib
The RoleClassLib is necessary to describe an early draft of the production system, where exact statements about 
the production processes or the executing resources are not yet possible. The roles of the library allow the system 
specification with abstract terms, so that processes can be listed in a generic way and an assignment of resources is
no prerequisite for simulation test runs. To structure the different roles that can be assigned within the simulation 
model, the RoleClassLib is subdivided in three groups [7]: Process, Product and Resource. Process roles can be
Production, Assembly and Transport, while resource roles are Device, Machine, Storage, Tool and Worker. The 
product role does not need to be further subdivided. Properties that are valid for all derived objects of one group can
be assigned directly to the whole group. For example all processes require a Processing Time property that can be
assigned centrally. A transport process additionally needs information about the capacity (e.g. of a conveyor belt) to
determine the flow rate within the simulation model.
Drain
Worker
Workstation
Source
Buffer
Transport Line
Graphical Representation
in Plant Simulation
Assembly Station
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3. Process of Automated Material Flow Model Generation 
Since modeling in Material Flow simulation tools requires a lot of basic information that have already been 
specified in the general system model, it would be a waste of resources to start the manual modeling all over again. 
That is why a high degree of automation in the information interchange from general system model to domain-
specific models should be pursued. The modeling and conversion of the general production system model can be 
technically realized for example by using a Microsoft Visio Add-in that supports the specification technique 
CONSENS. In [8] a similar approach has been proposed, however it is very general in nature and requires a lot of 
modeling effort to adapt it for a discrete production process. That is why a CONSENS-specific MS Visio Add-In 
has been designed in order to create the process sequence, the resources and to model the relations between the 
different partial models. Furthermore predefined shapes for different types of processes and resources provide 
default values for parameterization of the models. The production system developer can intuitively model first 
concepts of the production system without extensive previous knowledge of the modeling language, as required by 
SysML for example. The Add-In also allows the export of the information into an AutomationML file. Process 
sequence and resource model are exported in terms of the InstanceHierarchy within the AML file. The automated 
generation of the corresponding simulation model is achieved through the XML import in Plant Simulation and 
adapted methods. The simulation tool can then interpret the InstanceHierarchy and generate the internal material 
flow simulation model. 
As our demonstration example we have selected a miniature robot which has been specifically designed to 
operate in large groups according to swarm intelligence principles. Since the robot is supposed to be produced on a 
large scale, it is essential to validate the production system as early as possible during the development process. In 
the early development stage the electronic parts like CPU, circuit boards or power supply are not yet specified and 
only their rough dimensions are known. Therefore at this point of development only the basic robot driving frame is 
considered. The robot frame is required to be produced as Molded Interconnected Device (MID) and therefore it 
consists of a plastic housing that is equipped with circuit paths for the designated data processing units. The motion 
of the robot is enabled by an electric motor that is connected to a pair of drive wheels.  The drive wheels move the 
robot via a chain that is diverted over a pai
the data processing units can be seen in figure 4 together with an image of the fully equipped robot. 
 
 
 
 
 
  
            
          
 
           
 
          
 
 
 
 
           
Fig. 4. Image of fully equipped miniature robot (left) and principal shape model of the MID frame and power train structure (right) 
Based on this preliminary building structure that does not yet involve any constructive details we are able to 
derive a first process sequence of the miniature robot in the process diagram. The process starts with injection 
molding of the housing and equipping it with the according circuit paths that are not further specified here. After 
that the electric motor is attached to the housing. The production finishes with the assembly of the power train, 
which consists of drive wheel, chain wheel and chain, to the housing with the electric motor.  
Housing 
Electric Motor 
Chain Wheel 
Chain 
Drive Wheel 
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By adding a resource diagram and assigning each process step to a specified resource, the material flow 
simulation model can be further refined compared to the simulation model which only relies on the information of 
the process diagram. Additional information of the process diagram are for example tools like the gripper or human 
workers. These are aggregations of the actual production resource, i.e. the resources cannot work without this 
additional object. In general aggregations like tools and workers are shared among multiple production resources 
and one part of the production system development task is to determine how many of these are required for a smooth 
production. In our case the process sequence does not include any critical processes, therefore we can directly 
proceed to a first assignment of resources to each process step in the resource diagram. Figure 5 gives an overview 
of both, the process sequence and the resource diagram as well as their interrelations. 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 5. Process sequence and resources of the miniature robot production system (simplified) 
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The model interchange algorithm first detects and orders all the specified products, i.e. components of the robot. 
Those products with no predecessor belong to the material flow source and represent production system boundaries. 
These are granulate, electric motor, chain, drive wheel and chain wheel. The final product has no successor and 
equivalently represents the drain of the model. All other products are marked as intermediate products according to 
their appearance in the process sequence. In the second interchange step a Plant Simulation component for each 
process is inserted and the relations between processes and resources are checked for that purpose. In case that no 
resource is assigned, a standard workstation is created for the process. Hence only general process parameters like 
the process time are assigned to the created workstation in Plant Simulation. When a process is associated with a 
resource, a component according to the type of resource and the type of process is created. In general, processes are 
carried out on machine resources. The type of Plant Simulation component depends on the process sequence. For 
example, since the Injection Molding process only has one input material element and one output material element, 
a standard workstation is used. Multiple input elements and one output element lead to an assembly station, whereas 
multiple output elements lead to a disassembly station. The new component is parameterized with the process time 
that is annotated at the process and further parameters like failure probability or mean time to repair. The 
components in Plant Simulation are then connected with edges to model the material flow.  
After all components have been generated, the worker class units are processed. When a worker resource is 
assigned to another resource in the resource diagram, a worker pool, a worker and a workplace are created in Plant 
Simulation. Moreover for each worker certain tasks that have to be fulfilled are defined. This is realized with so-
called services that can be requested by workstations or assembly stations. Examples are the above mentioned setup 
tasks or the manual workstation. Workers are then dispatched from the worker pool by an internal broker to answer 
the service request. Once the services have been defined and the designated number of workers has been 
instantiated, the simulation can be run.  
Our approach now enables a first simulation of this production system in accordance with the maturity of the 
provided parameters (e.g. processing time, failure rate, etc.). In this stage the simulation might for example help to 
identify incompatible process steps regarding the processing time. If two processes are executed in parallel and one 
of these processes requires significantly more time than the other, the material flow simulation would reveal a 
massive accumulation of raw materials. During further development and concretization of both product and 
production system within the partial models, the developers can generate the simulation model anytime and based 
on the most recently specified information. The according simulation model which has been automatically generated 
for our demonstration example in Plant Simulation is displayed in figure 6. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 6. Screenshot of the automatically generated Plant Simulation model  
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4. Conclusion and Outlook 
In this contribution we have presented and validated an approach for the automated generation of material flow 
simulation models from a principle solution of product and production system. The approach demonstrates how the 
gap between general system model and domain-specific development tools can be bridged. It allows production 
system developers to validate their current system drafts anytime during the development which leads to a 
significant reduction of time and costs spent on the production system development since unnecessary iteration 
loops can be avoided. The automated model generation approach is based on the AutomationML standard and the 
specification technique CONSENS, that has been proposed for the integrative description, analysis and development 
of product and according production system. Once a first principle solution of the product has been designed, 
developers can specify a generic process sequence for the production system that can already be simulated to avoid 
incompatibilities between different process steps. In complex product development tasks contradictions on process 
level are often not obvious and would otherwise be noticed much later during development, when adjustments are 
much more difficult to handle.  
The next step of production system development is the specification of resources and their assignment to 
processes. These information allow the generation of a more detailed material flow simulation model, since it can 
now consider machine availability, tool distribution among the production resources or the deployment of human 
workers. The approach has been demonstrated with the automatic generation of a material flow simulation model for 
a miniature robot in the software Plant Simulation. The example shows that it is already possible to embed the 
automated model generation smoothly in the regular early development process for process and resource view. In 
the future it is planned to expand the model with manufacturing control aspects to also simulate the behavior of the 
production system regarding job scheduling, buffering strategies and prioritization of production tasks. In any case 
the approach lowers the barriers to utilize material flow simulation tools during early development especially for 
SMEs, since particular simulation modeling skills are not necessarily needed anymore. In that way developers can 
focus on the essential part of their job and raise the overall efficiency of the development drastically. 
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