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Resumen 
 
Son indudables las ventajas y beneficios que ofrecen la implantación de 
estándares en la actualidad. En el caso de E-Learning la estandarización se 
convierte en una necesidad para el aprovechamiento de los recursos, 
permitiendo trabajar con distintos proveedores de contenidos y de 
herramientas y favoreciendo la reutilización tanto para proveedores como para 
clientes de contenidos. Entre los estándares existentes en este área destaca 
SCORM ® Shareable Content Object Reference Model.  
 
El presente proyecto consiste en estudiar, adaptar y desarrollar nuevas 
funcionalidades en un módulo de carga, visualización, interacción y gestión de 
cursos, compatibles con el estándar SCORM ®, dentro de un sistema de e-
learning ya existente, como es fraktalis, desarrollado en CIMNE. 
 
Este proyecto además es una parte de otros desarrollos que se deben realizar 
dentro del marco del proyecto Europeo TrainMos: plataforma europea de 
conocimiento en transporte marítimo y logística vinculada a las Autopistas del 
Mar, es el embrión de un nuevo concepto formativo europeo en el marco de la 
educación superior de nivel universitario aplicada a las necesidades formativas 
del sector. 
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Overview 
 
 
There is no doubt about the advantages and benefits offered by the 
implementation of standards today. In the case of E-Learning, standardization 
becomes a necessity for the use of resources, allowing you to work with 
various tool and content providers, and making simpler the reuse for both of 
them, content providers and customers. Among the existing standards in this 
area it highlights SCORM ® Shareable Content Object Reference Model. 
 
This project is aimed to study, retrain and develop new features in a loading 
module, visualization, interaction and course management, compatible with the 
SCORM ® standard, within an already existing e-learningf system, known as 
fraktalis, developed by CIMNE. 
 
This project is also part of the R&D tasks within the framework of the European 
project TRAINMOS: European platform of knowledge in maritime transport and 
logistics related to the Motorways of the Sea, which is the embryo of a new 
European training concept under higher education at university level applied to 
the training needs of the maritime sector. 
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INTRODUCCIÓN 
 
Este documento detalla el Trabajo de Fin de Carrera realizado en el Centre 
Internacional de Mètodes Numèrics en Enginyeria (CIMNE) en colaboración 
con la Escola d’Enginyeria de Telecomunicació i Aeroespacial de Castelldefels 
(EETAC) perteneciente a la Universitat Politècnica de Catalunya que lleva por 
título: 
 
“Desarrollo e integración en fraktalis [1] de un sistema de gestión de cursos 
SCORM  destinado a la formación en el mundo marítimo” 
 
Se presenta el desarrollo, integración y documentación de un sistema de 
gestión de cursos SCORM [2], que formará parte de una plataforma de 
comunicación desarrollada por CIMNE para el proyecto europeo TrainMos  [3], 
con el fin de dotarlo de un Sistema de gestión de contenidos (LMS) 
interoperable. 
 
SCORM (del inglés Sharable Content Object Reference Model) es uno de los 
estándares actuales con mayor aceptación tanto en el campo académico como 
en el mercado. De entre los sistemas de e-learning existentes que utilizan 
SCORM podemos destacar Moodle [6] que dispone de un módulo específico 
desarrollado por la empresa Rustici Software. La base de éxito de este 
estándar recae en la reutilización de otros estándares y especificaciones que 
abordan problemas en la interoperabilidad de contenidos por separado 
proporcionando un modelo de aplicación global. De esta manera provee una 
solución que abarca desde el empaquetamiento, estructura y etiquetado, 
pasando por la comunicación y almacenamiento de información hasta la 
definición del flujo de la secuencia de contenidos.  
 
Para el desarrollo del módulo se ha trabajado con las siguientes tecnologías 
.NET: C#, JavaScript, Microsoft Web Pages 2.0 (Razor View Engine). Y se ha 
utilizado el patrón Modelo Vista Controlador (MVC) para definir la arquitectura. 
Este patrón separa los datos de la aplicación, la interfaz de usuario, y la lógica 
de negocio en tres componentes distintos.  
 
La memoria se ha organizado en los capítulos que se describen a continuación: 
 
 Capítulo 1. Se describe el contexto en el que se encuentra el proyecto y 
el punto del que se parte. También se hace referencia a la motivación 
del trabajo y sus objetivos.   
 
 Capítulo 2. Se hace una breve explicación de las tecnologías utilizadas 
en la aplicación y un resumen del estándar SCORM fundamental para la 
comprensión del TFC. 
 
 Capítulo 3.  Se presenta la planificación propuesta para el diseño e 
implementación de la solución.  
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 Capítulo 4. Este capítulo se hace referencia a la arquitectura cliente – 
servidor propuesta para la plataforma. Se explica brevemente cada una 
de las diferentes partes de la arquitectura.  
 
 Capítulo 5. Se hace un análisis de los requisitos funcionales y no 
funcionales de la plataforma y se realiza una especificación de la 
plataforma con la ayuda de diagramas de uso y diagramas de 
actividades.  
 
 Capítulo 6. Análisis del funcionamiento de la plataforma. Se han 
analizado tres casos de uso de la plataforma: Importación de un curso, 
exportación de un curso e interacción de un curso con la plataforma 
LMS.  
 
 Capítulo 7. Se presentan los resultados obtenidos para los tres casos 
de uso del capítulo 6.  
 
 Capítulo 8. Se revisa el TFC de forma global, incluyendo las principales 
conclusiones del trabajo y se proponen futuras líneas de implementación 
del estándar.  
 
Los anexos incluyen información complementaria acerca de la instalación de la 
las aplicaciones necesarias para desplegar la plataforma, de la estructura del 
archivo imsmanifest.xml, y de las variables del estándar. 
 
- Anexo I. Guía de instalación de MS Visual Studio 2012 y compilación de 
fraktalis. 
- Anexo II. Guía de instalación de MS SQL Server 2012. 
- Anexo III. Guía de instalación de fraktalis. 
- Anexo IV. Guía de instalación de ASP.NET MVC y ASPState DB. 
- Anexo V. Código desarrollado para el TFC. 
- Anexo VI. Explicación del estándar SCORM.  
- Anexo VII. Diferencias entre las versiones 1.2 y 2004 de SCORM.  
- Anexo VIII. Estructura del archivo imsmanifest.xml y definición de todos 
sus elementos. 
- Anexo IX. Resumen de las variables más importantes de SCORM 2004. 
Estas variables se pueden consultar en el libro SCORM Run Time 
Environtment (RTE) [15]. 
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CAPÍTULO 1. MARCO DEL PROYECTO Y MOTIVACIÓN 
 
Este capítulo describe el contexto del proyecto. Se pretende poner al lector en 
antecedentes sobre el punto del que se parte al comenzar el trabajo: de las 
necesidades conceptuales que nos han conducido a los objetivos, de la 
tecnología existente que marca las herramientas a emplear  y del entorno 
global que condicionan nuestro posicionamiento.  
1.1. Contexto del proyecto 
 
El auge del e-learning [5] visto en la última década tiene a organizaciones, 
empresas, e instituciones de formación y capacitación reformulando su 
estrategia educativa; Mientras algunas de estas instituciones ya han tomado la 
decisión de incursionar en el uso de sistemas de gestión del aprendizaje o 
learning management system (LMS) en el que pueden organizar y distribuir los 
materiales del curso, desarrollar foros de discusión, realizar tutorías, 
seguimiento y evaluación a los alumnos, otras han incorporado sistemas de 
gestión de contenidos, CMS para soportar los LMS, y unas últimas ya disponen 
de sistemas de gestión de contenidos utilizados para el aprendizaje (LCMS). 
Aun así todas ellas han optado por una misma realidad: Un sistema de 
educación a través de Internet.  
 
Estos sistemas aportan importantes herramientas al proceso educativo:  
 
 Herramientas de gestión y distribución de contenidos: Permiten 
almacenar, organizar, recuperar y distribuir contenidos educativos y 
estructurarlos en contenidos de mayor complejidad. 
 Herramientas de administración de usuarios: Posibilitan asignar perfiles 
dentro de cada curso, controlar la inscripción y el acceso. Estos 
procedimientos se pueden hacer a nivel administrador, pero también a 
nivel de profesorado. 
 Herramientas de comunicación y colaboración síncronas y asíncronas: 
Permiten la comunicación entre estudiantes y tutores mediante el uso de 
chats, foros, correo electrónico o tableros de anuncios.  
 Herramientas de evaluación y seguimiento: Como cuestionarios 
editables por el profesorado para evaluación del alumnado y de 
autoevaluación para los mismos, tareas, reportes de la actividad de cada 
alumno o alumna, etc.   
 
En la actualidad nos encontramos con una gran diversidad de soluciones LMS, 
algunas comerciales como pueden ser WebCT [9], Virtual Profe [10], e-training 
[11], etc. Dentro de este grupo podemos encontrar fraktalis [1], solución que 
viene a ser algo más que un LMS y que explicaremos más adelante. Otras de 
código abierto que disponen de un tipo especial de licencia, denominada GPL 
(General Public License), donde encontramos a Moodle [6], ILIAS [7], Dokeos 
[8]. Y finalmente, unas últimas desarrolladas por las mismas organizaciones o 
instituciones académicas. 
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Toda esta gran variedad de tecnologías LMS que podemos encontrar en el 
mercado, junto al crecimiento del fenómeno del e-learning ha desembocado en 
la necesidad de generar estándares que permitan, en cierta medida, el trasvase 
de contenidos particulares y/o cursos en general entre unas plataformas y 
otras. Esto es una necesidad, ya que cada plataforma crea sus propios 
formatos de estructuración de contenidos y almacenamiento de información, lo 
que imposibilita crear módulos, funcionalidades... que sirvan para todas las 
plataformas y funcionen igual independientemente de cual se esté.  
 
Estos estándares permitirán a las instituciones académicas u organizaciones 
intercambiar contenidos, pruebas de evaluación, incluso cursos completos de 
una forma rápida. Por otra parte, si en algún momento, una institución decide 
cambiar a otra plataforma que se ajuste mejor a sus necesidades el cumplir 
estándares llevará a que ese paso de migración sea escasamente traumático.  
 
Es decir y por emplear un ejemplo muy directo, aquellos cursos o módulos 
educativos desarrollados para Moodle (Atenea en la UPC) podrían ser de 
directo uso en cualquier otra universidad aunque empleara una herramienta 
diferente, siguiendo las tendencias cada vez más acusadas en el mundo en lo 
que respecta a plataformas de contenidos abiertas, como la del MIT, 
enseñanza en la nube o, de forma más extensa, la filosofía código abierto. 
 
Además la estandarización en el campo e-learning nos permitirá tener objetos 
de aprendizaje que sean interoperables, reutilizables, durables, accesibles, 
adaptables y rentables, tanto en contenidos como en infraestructura y 
funcionalidad. A continuación se describen brevemente dichos beneficios: 
 Interoperabilidad: Capacidad de utilizarse en otro lugar y con otro 
conjunto de herramientas o sobre otra plataforma de componentes de 
enseñanza desarrolladas dentro de un sitio con un cierto conjunto de 
herramientas o sobre una cierta plataforma. 
 Reutilización: Flexibilidad que permite integrar componentes de 
enseñanza dentro de múltiples contextos y aplicaciones. 
 Durabilidad: Capacidad de resistir a la evolución de la tecnología sin 
necesitar una reconcepción, una reconfiguración o una reestructura del 
código. 
 Accesibilidad: Capacidad de acceder a los componentes de enseñanza 
desde un sitio distante a través de las tecnologías web, así como 
distribuirlos. 
 Adaptabilidad: Capacidad de personalizar la formación en función de 
las necesidades de las personas y organizaciones. 
 Rentabilidad: Capacidad de aumentar la eficiencia y productividad 
reduciendo el tiempo y los costos al reutilizar contenidos en diferentes 
contextos y aprovechando los diseños que ya existen, sin necesidad de 
empezar desde cero. 
 
Entre las organizaciones que están trabajando en conjunto, intercambiando 
ideas y conocimientos, podemos encontrar las siguientes iniciativas: Institute 
for Electrical and Electronic Engineers Learning Technology Standards 
Committee (IEEE LTSC), Advanced Distributed Learning (ADL) quienes han 
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desarrollado SCORM, IMS Global Learning Consortium y Aviation Industry CBT 
Committee (AICC). 
 
El IEEE es un conocido cuerpo multinacional que desarrolla estándares 
internacionales para sistemas eléctricos, electrónicos, computacionales y 
comunicacionales. La especificación más reconocida del trabajo de IEEE LTSC 
es la especificación de los Metadatos de los Objetos de Aprendizaje o Learning 
Object Metadata (LOM) que define elementos para describir los recursos de 
aprendizaje. IMS y ADL utilizan los elementos y las estructuras de LOM en sus 
respectivas especificaciones.  
 
AICC es un grupo internacional de profesionales del entrenamiento y 
capacitación basada en tecnología. De entre las guías que ha publicado, las 
que han tenido mayor repercusión son las dedicadas a la Instrucción 
Administrada por Computadoras o CMI (computer managed instruction).  
 
ADL es una organización auspiciada por el gobierno de Estados Unidos, con el 
objetivo de investigar y desarrollar especificaciones que fomenten la adopción y 
el avance del e-learning. La misión de ADL es clara y simple: Buscar 
mecanismos para asegurar educación y materiales de capacitación de alta 
calidad que puedan ajustarse las necesidades de cada institución. La 
publicación que más ha repercutido de ADL es el Modelo de Referencia de 
Objetos de Contenido Compartibles, o Shareable Content Object Reference 
Model, conocido como SCORM. 
 
La especificación SCORM logra combinar de excelente forma los elementos de 
IEEE, AIIC e IMS en un único documento consolidado de fácil implementación.  
 
IMS (Instruction Management Systems) es un consorcio que agrupa 
vendedores, productores, implementadores y consumidores de e-learning, y 
que se enfoca completamente a desarrollar especificaciones en formato XML. 
Las especificaciones IMS cubren un amplio rango de características que 
permiten la interoperabilidad de intercambiar el diseño instruccional entre 
plataformas, hasta la creación de cursos online para alumnos que tengan 
alguna discapacidad visual, auditiva u otra.  
 
IMS en conjunto con ADL son los dos organismos que más importancia están 
teniendo en el mundo del e-learning.  
 
Actualmente los estándares más aceptados son los que abordan aspectos 
referentes a la construcción de los contenidos, cómo es que se empaquetan y 
cómo se describen, el rastreo del desempeño del estudiante y el uso de ellos 
en distintas plataformas, soportando la interoperabilidad. Es por eso que se 
hablará específicamente de tres modelos de estandarización para e-learning: 
IMS, IMS CC (IMS Common Cartridge) y SCORM. 
 
La siguiente tabla indica que estándares son soportados en distintos LMS de 
software libre: 
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Tabla 1.1. Comparación de estándares que soportan algunos LMS 
 
 
 
Cabe mencionar que la versión 2004 no está completamente soportada por 
Moodle, aunque tiene implementadas partes de la API de SCORM, pero la 
parte de navegación y secuenciación no están todavía implementadas. La 
empresa Rustici Software dispone de un plugin para Moodle que permite 
conectar a la plataforma con su Cloud SCORM comercial ofreciendo una 
compatibilidad total al estándar.  
 
Hasta hoy todavía no hay ningún LMS 
que soporte al mismo tiempo los 
estándares IMS, IMS CC, SCORM 1.2 
y SCORM 2004. El LMS Moodle casi 
logra esta característica, ya que se 
apega a todos, excepto que necesita 
de un plugin comercial para adaptarse 
al contenido bajo el estándar SCORM 
2004. 
En la imagen de la derecha (fig. 1.1) 
se presenta una gráfica que muestra 
un estudio realizado a finales de 2011 
por la empresa Rustici Software y que 
hace referencia a  la acogida de los 
diferentes estándares en el mercado 
actual:  
 
 
 
Fig 1.1 Comparativa del uso de 
estándares e-learning 2011 
 
De los estándares anteriormente mencionados, SCORM 2004 es hasta el 
momento la mejor opción para generar cursos en línea porque destaca el uso 
de un conjunto más amplio de metadatos que el de IMS, incorpora el diseño 
instruccional y permite la secuencia y navegación de los recursos, dando como 
beneficio que se cumplan todos los objetivos propuestos. Es por estos motivos 
por los que la implementación de SCORM en fraktalis es una buena opción. 
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1.2. Tecnología de partida 
1.2.1. ¿Qué es fraktalis?  
 
Fraktalis1 es una aplicación desarrollada por CIMNE para la creación de 
plataformas de trabajo colaborativo, fácilmente adaptables a cualquier tipo de 
organización o institución académica y que permite a los usuarios comunicarse, 
compartir información y trabajar en colaboración.  
 
La estructura lógica de la aplicación se puede dividir en: Áreas, usuarios, 
materiales y herramientas. 
 
Un Área es una zona virtual donde un usuario de la aplicación puede acceder 
para desarrollar diferentes actividades de colaboración. Las áreas pueden 
contener otras subáreas y herramientas donde los usuarios tendrán privilegios 
dependiendo del nivel de acceso.  
 
Las áreas se clasifican en cuatro niveles jerárquicos: Organizaciones, centros, 
espacios y grupos dependiendo del nivel de complejidad y jerarquía.  
 
 La organización es el nivel más alto. Es el principal contenedor de las 
demás áreas. Es administrada por el administrador de la organización 
que tiene la responsabilidad de definir la estructura principal y crear los 
administradores de los centros.  
 
 Un centro es el punto central para la mayoría de las operaciones de los 
usuarios. En esta área se define el aspecto y la distribución de la página, 
los colores y el logo. Los administradores de los centros crearán los 
espacios necesarios (departamentos) y los usuarios administradores de 
espacios.  
 
 Un espacio es donde se localizan las clases o departamentos. Cada 
administrador de espacio es responsable de crear y administrar los 
usuarios de ese espacio (p.e.: estudiantes, profesores, miembros). Los 
administradores pueden decidir la disposición y las herramientas 
disponibles, pero el aspecto general está restringido al diseño del centro.  
 
 Un grupo es el nivel de área mínimo. En espacios de aprendizaje un 
grupo es equivalente a un aula. Los usuarios entran en un grupo para 
acceder a materiales, compartir información, etc. 
 
 Un aula es un caso específico de un grupo en un espacio de aprendizaje 
donde se desarrollan todas las actividades de aprendizaje. 
 
Los usuarios son la representación virtual de los usuarios reales y se definen 
por el tipo de usuario (Administrador, alumno, profesor, etc.) y su categoría 
(nivel de acceso). La siguiente tabla muestra los diferentes tipos de usuarios de 
la plataforma y su categoría: 
                                            
1 fraktalis : www.fraktalis.com sistema de colaboración en web desarrollado por CIMNE 
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Tabla 1.2. Tipos de usuarios y su nivel de categoría.  
 
Tipo Nivel Descripción 
Organization 
Administrators / 
Super Administrators 
8 
Es el nivel más alto de administración de 
fraktalis. Los super administradores se encargan 
de la administración general de la organización y 
pueden crear nuevos centros. 
Center Administrator 7 
Tienen acceso a todos los contenidos de 
información y preferencias de un centro que ellos 
administran. Pueden crear nuevos espacios y 
grupos y administrar usuarios. 
Space Administrator 6 
Tienen acceso a todos los contenidos de 
información y preferencias de un centro. Pueden 
crear nuevos grupos y administrar usuarios. 
Space Manager 5 
Este perfil de usuario está orientado a desarrollar 
tareas administrativas de un espacio. No puede 
crear/borrar usuarios. 
Coordinator 4 Usuario administrador de un grupo. 
Teacher 4 Tiene los mismos privilegios que el Coordinator y se utiliza solo en espacios de educación. 
Collaborator/Member 3 
Los usuarios de este nivel tienen acceso a todos 
los grupos de un espacio y pueden añadir 
documentos al grupo. 
Tutor 2 No pueden añadir material al grupo. Se utiliza en espacios de educación. 
Student 2 
Este usuario tiene los mismos privilegios que un 
Tutor y se utiliza únicamente en espacios de 
educación. 
Guest / ExStudent 1 Tiene acceso solo a los datos libres. 
Banned 0 No tiene acceso al centro. 
 
Los materiales son piezas de información subidas a un área, pueden ser 
documentos, videos, audios, cuestionarios, etc. El sistema permite abrir 
cualquier tipo de datos. Para ello utiliza protocolos estándar como son TCP/IP y 
HTML/XML para la transferencia y visualización de la información.  
 
Los materiales educativos están organizados de forma jerárquica en la 
siguiente estructura: 
 
Classrooms -> Editions -> Phases -> Courses -> Modules -> Educational Units 
 
Tabla 1.3. Descripción de los campos de la estructura organizativa. 
 
Classrooms 
Un aula puede contener uno o varios cursos que se pueden 
clasificar por el tipo de curso y por los materiales que 
contiene dentro.  
Editions 
Los datos de un curso pueden organizarse en ediciones. 
Cada edición es la representación temporal de un curso. Un 
curso puede tener varias ediciones y cada edición tener 
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diferentes fechas de calendario. Por ejemplo: Un mismo 
curso puede tener la edición de Enero y la edición de Junio.  
Phases Una fase o división es una subdivisión administrativa para agrupar cursos con asuntos similares.  
Courses 
Un curso es la unidad básica de aprendizaje. Puede 
componerse por una o varias unidades de educación.  Los 
estudiantes pueden ser asignados a los cursos. El progreso 
del alumno en el curso puede ser trazado.  
Educational 
Units 
Son las unidades básicas para construir un curso. Cuando 
accedemos a un curso disponemos de unas herramientas 
para ver y administrar las unidades educativas.  
 
Finalmente, las herramientas son las utilidades como foros, cuestionarios, 
encuestas, calendarios, noticias, etc. que el centro utiliza con fines de 
aprendizaje.  
 
Fraktalis dispone también de un módulo que permite de una manera limitada 
explotar alguna de las funcionalidades del estándar SCORM. Con este módulo 
se pretende alcanzar las ventajas comentadas anteriormente y que citaré 
nuevamente: interoperabilidad, reutilización, durabilidad, accesibilidad, 
adaptabilidad y rentabilidad. Este proyecto pretende estudiar el comportamiento 
del módulo SCORM de fraktalis y dotarlo de nuevas funcionalidades que 
garanticen que se cumple el estándar. 
1.2.2. ¿Qué es TrainMos? 
 
TrainMos es un proyecto que se desarrolla al amparo de la Comisión Europea 
cuyo objetivo principal tiene mejorar el transporte masivo de mercancías de 
plataforma a plataforma.  
 
"TrainMoS" will aim by supporting the expansion of knowledge on MOS 
related issues at contributing, through the human factor, to the 
development and extension of the EU multimodal transport system, 
allowing the smart, sustainable and inclusive connection of the regions of 
Europe, as well as with neighbouring countries. 
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Fig 1.2 Trains-European Transport Network  Progress on Priority Areas 
 
Con un total de 15 miembros, en donde se incluye CIMNE, TrainMos apuesta 
por concebir el elemento humano como una infraestructura más, fomentando el 
empleo y, sobre todo, desarrollando la formación, impulsando una plataforma 
telemática europea para la formación en materia de transporte intermodal, 
desarrollando acciones de acuerdo con las necesidades de los distintos grupos 
de interés e impartiendo seminarios y creando grupos de trabajo.  
 
CIMNE tiene como misión proveer de un sistema de gestión del aprendizaje 
(LMS) que ayude a los equipos de las distintas universidades  a permanecer 
conectados y productivos. Ofreciendo acceso fácil a las personas, a los 
documentos y a la información que ellos necesiten. Los requisitos que debe 
ofrecer la plataforma LMS son: 
 
- Debe permitir compartir documentos de forma fácil, realizar 
seguimientos, usar el correo electrónico de forma eficiente y efectiva, y 
compartir ideas e información. 
 
- Debe proveer un entorno de trabajo para equipos que permita coordinar 
calendarios, organizar documentos, y participar en foros de discusión. 
 
- El acceso y administración a los documentos debe ser fácil y ayudar a 
asegurar su integridad con  avanzadas características, incluyendo la 
opción de requerir cerrar el documento antes de editarlo y permitiendo 
establecer una seguridad específica a los documentos.  
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- Ayudar a las personas y a los equipos permanecer en las tareas con una 
variedad de características de comunicación que permitan a los usuarios 
saber cuándo se ejecutan acciones o se realizan cambios importantes a 
los actuales en la información o documentación, incluyendo anuncios, 
alertas sofisticadas, encuestas, y foros de discusión. 
 
- Proporcionar foros creativos para un “brainstorming”, la construcción de 
bases de conocimiento, o simplemente para la recopilación de 
información en un formato fácil de editar con nuevas plantillas para la 
implementación de blogs (también conocidos como weblogs) y wikis 
(sitios web que pueden ser rápidamente editados por el equipo de 
miembros que no requiere conocimientos técnicos especiales). 
 
Las características generales que se llevarán a cabo en el LMS son: 
 
- Crear cursos individuales y administrarlos mediante la organización de 
ellos en múltiples niveles de categorías. 
- Múltiples niveles de organizaciones con la marca personal (logo). 
- Plantillas de diseño de cursos que hagan que la creación de nuevos 
cursos sea fácil y sencilla. 
- Importación y exportación de cursos en formato  ADL SCORM, 
accesibles a través de cualquier plataforma (Microsoft, Linux, Mac, etc.) 
y compatible con cualquier navegador principal para servir las 
necesidades del profesor y de los estudiantes en la medida de lo mejor 
posible. 
- Cuestionarios avanzados y una herramienta de encuestas con muchos 
tipos de preguntas posibles y ajustes. 
- Característica de informes para crear informes personalizados sobre las 
actividades de los estudiantes y sus resultados. 
1.3. Motivación personal 
 
Durante mi vida laboral he tenido la ocasión de ejercer como profesor de 
nuevas tecnologías, realizando talleres para gente desempleada, es por este 
motivo que me llamó la atención descubrir la existencia de estándares de 
educación para las plataformas de aprendizaje. El poder crear un curso y hacer 
este reutilizable para cualquier plataforma es una ventaja que no se debe 
desaprovechar, en cualquier caso, hay que potenciar la implementación de 
estos estándares y darlos a conocer ya que a día de hoy son todavía bastante 
desconocidos. 
 
Otro de los factores que más me ha motivado para realizar este proyecto es la 
gran diversidad de tecnologías que se esconden detrás de la plataforma 
fraktalis para hacerla funcionar. Aunque ya dispongo de una base en 
programación orientada a objetos en lenguajes como C# y Java, considero que 
este proyecto me va a ayudar a tener una visión más amplia de cómo se diseña 
una aplicación. Además me va a dar la posibilidad de aprender un tipo de 
arquitectura que desconocía hasta el momento como es el patrón Modelo-
Vista-Controlador y el conjunto de tecnologías conocidas como AJAX [27].  
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1.4. Objetivos del Proyecto 
 
Completar el funcionamiento del módulo de SCORM de fraktalis y dotarlo de 
nuevas funcionalidades que permitan la carga de cursos y el seguimiento del 
alumno garantizando la interoperabilidad con otras plataformas LMS.  
 
Para ello se trabajará en los siguientes campos: 
 
1. Mejorar el sistema de compresión y descompresión de cursos: Como se 
verá en el siguiente capítulo un curso SCORM es un archivo ZIF que 
contiene dentro un archivo XML que recibe el nombre de manifiesto y 
contiene toda la información que necesita el LMS para cargar el curso. 
Es necesario que dotar al LMS de una función de compresión y 
descompresión de archivos ZIF para poder importar o exportar los 
cursos correctamente.  
 
2. Mejorar el tratamiento de importación de los cursos: La versión 2004 de 
SCORM define como debe de implementarse la navegación y 
secuenciación de contenidos por parte del LMS. Esta información se 
incluye en el archivo manifiesto y hay que almacenarla en el momento 
de importar el curso a la plataforma de aprendizaje, en este caso, a 
fraktalis.  
 
3. Mejorar el tratamiento de datos recogidos durante el aprendizaje del 
alumno: Dependiendo del contendido del curso, veremos más adelante 
que existen contenidos que interactúan con el LMS intercambiándose 
información relacionada con el progreso del alumno. Es necesario que el 
sistema garantice el éxito de esta comunicación y guarde el valor que 
van adquiriendo las variables durante la realización del curso.  
 
Este proyecto lleva también una serie de tareas asociadas que se deben de 
tener en cuenta y son:  
 
 Análisis, estado y aplicaciones futuras de la aplicación instalada. 
 Verificación del funcionamiento del módulo SCORM de acuerdo a la 
última versión del estándar.  
 Verificación de la interacción del curso con fraktalis.  
 Adquirir experiencia en el manejo de cursos SCORM. 
 Documentación de la aplicación para posibles futuros desarrollos.  
 Entender la instalación, funcionamiento y administración de fraktalis. 
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CAPÍTULO 2. FUNDAMENTOS TEÓRICOS 
 
Este capítulo describe las diferentes tecnologías que aplican al proyecto. Se 
introducen los conceptos de AJAX, Asynchronous JavaScript + XML; .NET 
MVC, modelo vista controlador; El lenguaje de programación interpretado 
JavaScript y su biblioteca jquery; C# como lenguaje de programación orientado 
a objetos; como patrón el modelo de referencia de contenidos de e-learning 
Sharable Content Object Reference Model, conocido como SCORM.  
2.1. AJAX 
 
El término AJAX es en realidad un acrónimo de Asynchronous JavaScript + 
XML, que se puede traducir como “JavaScript asíncrono + XML”. El término se 
presentó por primera vez en el artículo “Ajax:  A New Approach to Web 
Applications”  [28] publicado por Jesse James Garrett el 18 de Febrero de 
2005, definiéndolo de la siguiente manera:  
 
“Ajax no es una tecnología en sí mismo. En realidad, se trata de varias 
tecnologías independientes que se unen de formas nuevas y sorprendentes.” 
 
AJAX incorpora las siguientes tecnologías: 
 
 presentación basada en estándares usando XHTML y CSS. 
 JSON (encapsulado de datos) 
 exhibición e interacción dinámicas usando el Document Object Model 
(DOM) 
 Intercambio y manipulación de datos usando. 
 Recuperación de datos asincrónica usando XMLHttpRequest. 
 JavaScript poniendo todo junto. 
 
En las aplicaciones web tradicionales, 
la mayoría de las acciones del usuario 
en la interfaz disparan un 
requerimiento HTTP al servidor web. 
El servidor efectúa un proceso 
(recopila información, procesa 
números, hablando con varios 
sistemas propietarios), y le devuelve 
una página HTML al navegador del 
usuario.  
 
En el siguiente esquema (Fig 2.1), la 
imagen de la izquierda muestra el 
modelo tradicional de las aplicaciones 
web. La imagen de la derecha 
muestra el nuevo modelo propuesto 
por AJAX: 
 
Fig 2.1 modelo tradicional para las 
aplicaciones Web (izq.) comparado 
con el modelo de AJAX (der.) 
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En el modelo tradicional, el usuario debe esperar a que se recargue la página 
con los cambios solicitados. Si la aplicación debe realizar peticiones continuas, 
su uso se convierte en algo molesto, lo cual suele ocurrir cuando la interacción 
del usuario es continua, cuando el alumno, por ejemplo, adopta una posición 
activa frente al curso, en lugar de ser un simple receptor de información.
 
Fig 2.2 Web tradicional Vs Ajax 
AJAX permite que la interacción del 
usuario con la aplicación suceda 
asíncronamente (independientemente 
de la comunicación con el servidor), 
eliminando la recarga constante de 
páginas mediante la creación de un 
elemento intermedio entre el usuario y 
el servidor. La nueva capa intermedia 
de AJAX mejora la respuesta de la 
aplicación, ya que el usuario nunca se 
encuentra con una ventana del 
navegador vacía esperando la 
respuesta del servidor. El esquema de 
la izquierda (fig. 2.2) muestra la 
diferencia más importante entre una 
aplicación web tradicional y una 
aplicación web creada con AJAX. 
 
Las peticiones HTTP al servidor se sustituyen por peticiones JavaScript que se 
realizan al elemento encargado de AJAX. Las peticiones más simples no 
requieren intervención del servidor, por lo que la respuesta es inmediata. Si la 
interacción requiere una respuesta del servidor, la petición se realiza de forma 
asíncrona mediante AJAX. En este caso, la interacción del usuario tampoco se 
ve interrumpida por recargas de página o largas esperas por la respuesta del 
servidor. 
Desde su aparición, se han creado cientos de aplicaciones web basadas 
en AJAX. En la mayoría de casos, AJAX puede sustituir completamente a otras 
técnicas como Flash. Además, en el caso de las aplicaciones web más 
avanzadas, pueden llegar a sustituir a las aplicaciones de escritorio. Dentro de 
las empresas que usan AJAX podemos encontrar Google, que lo utiliza en 
Google Groups, Google Maps, Gmail, etc., Amazon en su motor de búsqueda 
A9.com, Flickr en sus albunes de fotos, Netvibes un lector de RSS, Meebo en 
su sistema de mensajería instantánea en web y BaseCamp con su servicio de 
gestión de proyectos que funciona sobre Ruby on Rails.  
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¿Qué inconvenientes puede tener AJAX?  
Pese a que no son demasiados los inconvenientes que puede tener el uso de 
AJAX, debemos marcar algunos importantes:  
 Las páginas creadas dinámicamente mediante peticiones sucesivas 
AJAX, no son registradas de forma automática en el historial del 
navegador, así que haciendo clic en el botón de "volver" del navegador, 
el usuario no será devuelto a un estado anterior de la página, en cambio 
puede volver a la última página que visitó. 
 Los motores de búsquedas no entienden JavaScript. La información en 
la página dinámica no se almacena en los registros del buscador. 
 Un sitio con AJAX utiliza más recursos en el servidor. 
 Es posible que páginas con Ajax no puedan funcionar en teléfonos 
móviles, tabletas u otros aparatos. Ajax no es compatible con todos los 
programas para ciegos u otras discapacidades. 
2.2. .NET  MVC  
.NET Framework es un componente integral de Windows que admite la 
compilación y la ejecución de la siguiente generación de aplicaciones y 
servicios Web XML. El diseño de .NET Framework está enfocado a cumplir los 
objetivos siguientes: 
- Proporcionar un entorno coherente de programación orientada a objetos, 
en el que el código de los objetos se pueda almacenar y ejecutar de 
forma local, ejecutar de forma local pero distribuida en Internet o ejecutar 
de forma remota. 
- Proporcionar un entorno de ejecución de código que reduzca lo máximo 
posible la implementación de software y los conflictos de versiones. 
- Ofrecer un entorno de ejecución de código que promueva la ejecución 
segura del mismo, incluso del creado por terceras personas 
desconocidas o que no son de plena confianza. 
- Proporcionar un entorno de ejecución de código que elimine los 
problemas de rendimiento de los entornos en los que se utilizan scripts o 
intérpretes de comandos. 
- Ofrecer al programador una experiencia coherente entre tipos de 
aplicaciones muy diferentes, como las basadas en Windows o en el 
Web. 
- Basar toda la comunicación en estándares del sector para asegurar que 
el código de .NET Framework se puede integrar con otros tipos de 
código. 
.NET Framework contiene dos componentes principales: Common Language 
Runtime y la biblioteca de clases de .NET Framework. 
Common Language Runtime es el fundamento de .NET Framework. El motor 
en tiempo de ejecución se puede considerar como un agente que administra el 
código en tiempo de ejecución y proporciona servicios centrales, como la 
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administración de memoria, la administración de subprocesos y la 
comunicación remota, al tiempo que aplica una seguridad estricta a los tipos y 
otras formas de especificación del código que promueven su seguridad y 
solidez.  
La biblioteca de clases, el otro componente principal de .NET Framework, es 
una completa colección orientada a objetos de tipos reutilizables que se 
pueden emplear para desarrollar aplicaciones que abarcan desde las 
tradicionales herramientas de interfaz gráfica de usuario (GUI) o de línea de 
comandos hasta las aplicaciones basadas en las innovaciones más recientes 
proporcionadas por ASP.NET, como los formularios Web Forms y los servicios 
Web XML. 
.NET Framework puede hospedarse en componentes no administrados que 
cargan Common Language Runtime en sus procesos e inician la ejecución de 
código administrado, con lo que se crea un entorno de software en el que se 
pueden utilizar características administradas y no administradas. En .NET 
Framework no sólo se ofrecen varios hosts de motor en tiempo de ejecución, 
sino que también se admite el desarrollo de estos hosts por parte de terceros. 
.NET MVC, es una implementación del patrón MVC (Modelo, Vista, 
Controlador) a .NET. Este patrón es un principio de diseño arquitectónico que 
separa la lógica (y acceso a datos) de una aplicación de su presentación, 
usando tres componentes: 
 
1. Modelo: Representa la lógica de negocio de la aplicación. 
2. Vistas: Representan la presentación de la aplicación. 
3. Controlador: Actúa de intermediario entre el usuario y el Modelo y las 
Vistas. Recoge las peticiones del usuario, interacciona con el modelo y 
decide que vista es la que debe mostrar los datos.  
 
En el contexto de .NET MVC:  
 Toda la lógica de negocio y el acceso a datos es el Modelo (en muchos 
casos el Modelo puede estar en uno o varios assemblies referenciados). 
 Las vistas contienen, básicamente, el código que se envía al navegador, 
es decir el código HTML (y código de servidor asociado, siempre y 
cuando este código haga tareas de presentación, no de lógica de 
negocio). 
 Los controladores reciben las peticiones del navegador y en base a 
esas, deciden que vista debe enviarse de vuelta al navegador y con qué 
datos. 
En la siguiente imagen se puede ver el patrón MVC aplicado a fraktalis:  
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Fig 2.3 Modelo Vista Controlador Fraktalis (MVC) 
 
Si observamos detalladamente la figura anterior, podemos ver como un usuario 
envía peticiones HTTP al servidor. Estas peticiones son procesadas por el 
controlador de la aplicación que, después de ejecutar la lógica de negocio, 
devolverá una vista con los datos obtenidos del modelo en una respuesta 
HTTP, estos datos se alojan en un servidor SQL.  
 
Haciendo uso de este patrón de arquitectura, fraktalis mantiene separado de 
lógicamente el código, haciendo que la aplicación sea más escalable y 
facilitando el agregar nuevos tipos de datos según sea requerido por la 
aplicación ya que son independientes del funcionamiento de otras capas. No 
obstante este tipo de arquitectura presenta una serie de desventajas, pues el 
uso de este patrón agrega complejidad al sistema y la cantidad de archivos a 
mantener y desarrollar se incrementa considerablemente.  
 
2.3. JavaScript y JQuery 
 
JavaScript es un lenguaje de programación utilizado para crear pequeños 
programas encargados de realizar acciones dentro de una página web 
incorporando efectos como texto que aparece y desaparece, animaciones, 
acciones que se activan al pulsar botones y ventanas con mensajes de aviso al 
usuario. 
 
Técnicamente, JavaScript es un lenguaje de programación interpretado, por lo 
que no es necesario compilar los programas para ejecutarlos. En otras 
palabras, los programas escritos con JavaScript se pueden probar 
directamente en cualquier navegador sin necesidad de procesos intermedios. 
Gracias a su compatibilidad con la mayoría de los navegadores modernos, es 
el lenguaje de programación del lado del cliente más utilizado. 
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Se trata de un lenguaje bastante sencillo y pensado para hacer las cosas con 
rapidez, a veces con ligereza. Ofrece muchas posibilidades, permitiendo la 
programación de pequeños scripts, pero también de programas más grandes, 
orientados a objetos, con funciones, estructuras de datos complejas, etc.  
 
A pesar de su nombre, JavaScript no guarda ninguna relación directa con el 
lenguaje de programación Java. Legalmente, JavaScript es una marca 
registrada de la empresa Sun Microsystems, como se puede ver en 
http://www.sun.com/suntrademarks/. 
 
¿Qué es JQuery? 
 
Para simplificar, podríamos decir que jQuery es un framework Javascript, 
quizás se pregunte el lector qué es un framework. Pues son unas librerías de 
código que contienen procesos o rutinas ya listos para usar. Los 
programadores utilizan los frameworks para no tener que desarrollar ellos 
mismos las tareas más básicas, puesto que en el propio framework ya hay 
implementaciones que están probadas, funcionan y no se necesitan volver a 
programar. 
 
En el caso que nos ocupa, jQuery es un framework para el lenguaje Javascript, 
luego será un producto que nos simplificará la vida para programar en este 
lenguaje. Cuando un desarrollador tiene que utilizar Javascript, generalmente 
tiene que preocuparse por hacer scripts compatibles con varios navegadores y 
para ello tiene que incorporar mucho código que lo único que hace es detectar 
el browser del usuario, para hacer una u otra cosa dependiendo de si es 
Internet Explorer, Firefox, Chrome, etc. jQuery implementa una serie de clases 
(de programación orientada a objetos) que nos permiten programar sin 
preocuparnos del navegador con el que nos está visitando el usuario. 
 
Así pues, este framework Javascript, nos ofrece una infraestructura con la que 
tendremos mucha mayor facilidad para la creación de aplicaciones complejas 
del lado del cliente. Por ejemplo, con jQuery obtendremos ayuda en la creación 
de interfaces de usuario, efectos dinámicos, aplicaciones que hacen uso de 
Ajax, etc. Cuando programemos Javascript con jQuery tendremos a nuestra 
disposición una interfaz para programación que nos permitirá hacer cosas con 
el navegador que estemos seguros que funcionarán para todos nuestros 
visitantes. Simplemente debemos conocer las librerías del framework y 
programar utilizando las clases, sus propiedades y métodos para la 
consecución de nuestros objetivos. 
 
Otra de las ventajas que ofrece el uso de jQuery es su licencia GPL, 
permitiéndonos obtenerlo y utilizarlo de forma gratuita. Para ello simplemente 
tendremos que incluir en nuestras páginas un script Javascript que contiene el 
código de jQuery, que podemos descargar de la propia página web del 
producto y comenzar a utilizar el framework. 
 
Es importante comentar que jQuery no es el único framework que existe en el 
mercado. Existen varias soluciones similares que también funcionan muy bien, 
como Mootools, que básicamente nos sirven para hacer lo mismo. Como es 
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normal, cada uno de los frameworks tiene sus ventajas e inconvenientes, pero 
jQuery es un producto con una aceptación por parte de los programadores muy 
buena y un grado de penetración en el mercado muy amplio, lo que hace 
suponer que es una de las mejores opciones. Además, es un producto serio, 
estable, bien documentado y con un gran equipo de desarrolladores a cargo de 
la mejora y actualización del framework. 
2.4. Lenguaje de programación C#. 
 
C# es un lenguaje de programación orientado a objetos desarrollado y 
comercializado por Microsoft como parte de su plataforma .NET, que después 
fue aprobado como un estándar por el ECMA e ISO.  
 
Aunque es posible escribir código para la plataforma .NET en muchos otros 
lenguajes, C# es el único que ha sido diseñado específicamente para ser 
utilizado en ella, por lo que programarla usando C# es mucho más  sencillo e 
intuitivo que hacerlo con cualquiera de los otros lenguajes ya que C# carece de 
elementos heredados innecesarios en .NET. Por esta razón, se suele decir que 
C# es el lenguaje nativo de .NET. 
 
La sintaxis y estructuración de C# es muy similar a la C++, ya que la intención 
de Microsoft con C# es facilitar la migración de códigos escritos en estos 
lenguajes a C# y facilitar su aprendizaje a los desarrolladores habituados a 
ellos. Sin embargo, su sencillez y el alto nivel de productividad son 
equiparables a los de Visual Basic. 
 
Un lenguaje que hubiese sido ideal utilizar para estos menesteres es Java, 
pero debido a problemas con la empresa creadora del  mismo -Sun-, Microsoft 
ha tenido que desarrollar un nuevo lenguaje que añadiese a las ya probadas 
virtudes de Java las modificaciones que Microsoft tenía pensado añadirle para 
mejorarlo aún más y hacerlo un lenguaje orientado al desarrollo de 
componentes. En resumen, C# es un lenguaje de programación que toma las 
mejores características de lenguajes preexistentes como Visual Basic, Java o 
C++ y las combina en uno solo. El hecho de ser relativamente reciente no 
implica que sea inmaduro, pues Microsoft ha escrito la mayor parte de la BCL 
(Base Class Library) usándolo, por lo que su compilador es el más depurado y 
optimizado de los incluidos en el .NET Framework SDK (Software Development 
Kit). 
 
Microsoft .NET es el conjunto de tecnologías en las que Microsoft ha estado 
trabajando durante los últimos años con el objetivo de obtener una plataforma 
sencilla y potente para distribuir el software en forma de servicios. 
¿Por qué utilizar C#? 
Porque es un lenguaje orientado a objetos simple, elegante y con seguridad en 
el tratamiento de tipos, que permite a los programadores de aplicaciones 
empresariales crear una gran variedad de aplicaciones. 
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C# también proporciona la capacidad de generar componentes de sistema 
duraderos en virtud de las siguientes características: 
 Total compatibilidad entre COM (Component Object Model) y 
plataforma para integración de código existente. 
 Gran robustez, gracias a la recolección de elementos no utilizados 
(liberación de memoria) y a la seguridad en el tratamiento de tipos. 
 Seguridad implementada por medio de mecanismos de confianza 
intrínsecos del código. 
 Plena compatibilidad con conceptos de metadatos extensibles. 
Además, es posible interaccionar con otros lenguajes, entre plataformas 
distintas, y con datos heredados, en virtud de las siguientes características: 
 Plena interoperabilidad por medio de los servicios de COM+ 1.0 y 
.NET Framework con un acceso limitado basado en bibliotecas. 
 Compatibilidad con XML para interacción con componentes basados 
en tecnología Web. 
 Capacidad de control de versiones para facilitar la administración y la 
implementación. 
2.5. SCORM 
 
En el anexo V que explica detalladamente el estándar. No obstante, a 
continuación se muestra un breve resumen de SCORM que es útil para la 
compresión de algunos conceptos que aparecerán en el TFC. 
 
SCORM consiste en un modelo que hace referencia a una serie de guías, 
especificaciones y estándares técnicos que se deben seguir para crear 
sistemas de aprendizaje LMS. 
 
Especifica cómo hay que crear los cursos a partir de objetos de aprendizaje; 
define los mecanismos para secuenciar los objetos y crear cursos con 
estructuras secuenciales o adaptativas; qué metadatos se pueden utilizar para 
identificarlos y reconocerlos; cómo deben de ser empaquetados y distribuidos. 
 
También define: 
 
- Los datos (alumnos, actividad formativa, organización, datos de 
evaluación) que debe recoger un LMS. 
- Los datos que puede generar un alumno durante la navegación y 
aprendizaje por un curso y cómo deben ser enviados al LMS. 
- Cómo identificar los objetos educativos con metadatos y cómo debe 
construirse un curso, su estructura, restricciones y exigencias. 
- Cómo se debe importar o exportar un curso compatible con SCORM 
desde cualquier programa de creación de contenidos a la plataforma 
LMS.  
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El término LMS implica un entorno cliente-servidor que contiene la inteligencia 
suficiente para gestionar y distribuir los materiales didácticos a los estudiantes.  
SCORM se refiere a tres elementos básicos: la estructura de los datos dentro 
del contenido y su empaquetado, la definición de metadatos y la descripción del 
contenido en un formato entendido por el LMS. 
 
El Paquete de Contenido intercambiable que propone el estándar es un archivo 
comprimido en formato ZIP, que contiene los contenidos digitales que forman 
parte de un curso y un archivo especial con la información necesaria para que 
los recursos sean mostrados en el orden correcto en la plataforma de 
aprendizaje.  
 
La especificación de SCORM consta de tres componentes, que se describen 
en sus correspondientes 3 libros técnicos. 
 
- CAM: Modelo de agregación de contenidos (Content Aggregation 
Model) [14] 
Especifica cómo definir, describir y empaquetar los componentes del 
contenido. Dentro del modelo de agregación de contenidos encontramos 
el Modelo de contenidos, que describe los componentes definidos en 
SCORM como recursos de aprendizaje y cómo pueden combinarse en 
unidades de más alto nivel para formar experiencia de aprendizaje. El 
modelo de contenido SCORM se compone de Assets, Objetos de 
Contenido Compartido (SCOs), Actividades, Organización de Contenido 
y la Agregación de Contenidos. Todos ellos se describen utilizando 
metadatos que permiten su búsqueda en repositorios de recursos y su 
reutilización. 
 
Un Asset es la forma más básica de un recurso de aprendizaje. Son una 
representación electrónica de datos por medio de textos, imágenes, 
sonidos, objetos de evaluación o cualquier otra entidad que pueda 
mostrarse en un navegador Web. 
 
Un SCO es una colección de uno o más assets que representan el 
mínimo recurso de aprendizaje que usa el RTE para lanzarlo en una 
plataforma de formación y comunicarse con ella. 
 
La diferencia entre un SCO y un asset es la capacidad del SCO para 
comunicarse con el LMS usando un API de IEEE escrito en ECMAScript. 
El fichero manifiesto contiene una representación en XML de la 
estructura de árbol que representa el curso y que se llama árbol de 
actividad, contiene también información de cómo ejecutar el SCO y 
opcionalmente metadatos que describen el curso y sus partes. Está 
formado por cuatro secciones: Metadatos, Organizaciones, Recursos y 
SubManifiestos. 
 
- RTE: Entorno de Ejecución (Run-Time Environment) [15] 
Especifica como ejecutar el contenido y como éste se comunica con el 
LMS. Para informar al LMS del estado del contenido se utiliza un 
mecanismo que es la API. Esta describe la sintaxis y la utilización de las 
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funciones de interfaz entre la plataforma y los SCO y tiene definidos 8 
métodos que se agrupan en tres categorías: 
 
 Métodos de sesión: Marcan el inicio y el final de la sesión de 
comunicación entre el SCO y el LMS. 
 Métodos de transferencia de datos: Usados para intercambiar 
valores entre el modelo de datos del SCO y el LMS. 
 Métodos de soporte: Usados para facilitar la comunicación entre 
el SCO y el LMS. 
 
- SN: Secuenciación y Navegación (Sequencing and Navigation)  [16] 
Especifica cómo definir la secuencia del contenido por medio de un 
conjunto de eventos de navegación iniciados por el sistema o por el 
estudiante. 
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CAPÍTULO 3. PLANIFICACIÓN INICIAL 
 
Este capítulo tiene como finalidad explicar la planificación inicial que se ha 
utilizado en el proyecto. Partiendo desde la búsqueda de información hasta la 
documentación del mismo.  Para realizar el diagrama de  
 
 Búsqueda de información: En esta etapa se ha recogido toda la 
información relacionada con el estándar SCORM y con las tecnologías 
utilizadas por fraktalis (AJAX, C#, JavaScript, MVC, HTML, CSS, XML, 
SQL, IIS), con el objeto de disponer de una base bibliográfica que 
permita centrar los desarrollos posteriores en función de la tecnología a 
emplear, lo que vendría a ser construir un mapa tecnológico del contexto 
del trabajo. 
 
 Instalación de la plataforma de pruebas: En esta fase se ha instalado 
y configurado una plataforma de desarrollo y testeo para la aplicación.  
Se ha instalado fraktalis y el entorno de programación MS Visual Studio 
2012. También ha sido necesario instalar un servidor de base de datos 
SQL Server y un servidor web IIS. Todo el proceso de instalación de la 
plataforma se encuentra documentado en los anexos I, II, III y IV.   
 
 Análisis, especificación y diseño: Se ha realizado un estudio del 
funcionamiento de la plataforma para detectar las posibles carencias y 
documentar él funcionamiento del módulo SCORM.  
 
 Desarrollo y utilización de código: Después analizar y entender el 
funcionamiento de la plataforma, se ha desarrollado el código necesario 
para dotarle de las funcionalidades requeridas. Todo este código se 
encuentra en el anexo V. 
 
 Testeo, correcciones y modificaciones: Estas han sido una de las 
etapas que han requerido más tiempo. Disponer de un buen equipo en el 
momento de realizar el proyecto nos puede ahorrar mucho tiempo 
debido a que cuando depuramos el código el equipo se vuelve 
extremadamente lento. En este caso se ha utilizado una opción de MS 
Visual Studio 2012,  que permite ir cambiando el código en tiempo real a 
medida que  se está depurando. Esta etapa se encuentra enlazada con 
la anterior, pues requiere de iteraciones sucesivas. 
 
 Documentación: En esta fase se ha redactado la memoria con toda la 
información recopilada durante el desarrollo del TFC. Se pretende así 
cumplir con uno de los objetivos de este proyecto, que era documentar 
el funcionamiento de la plataforma ya que puede ser necesario para 
posibles futuros desarrollos. 
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Fig 2.16 Diagrama de Gantt 
31 Capítulo 4. Arquitectura 
   
CAPÍTULO 4. ARQUITECTURA 
 
En este capítulo se pretende dar a conocer al lector como se ha diseñado la 
aplicación, explicando las diferentes tecnologías que utiliza y el tipo de 
arquitectura pensada para su diseño. 
 
Fraktalis es una aplicación web que utiliza una gran diversidad de tecnologías, 
entre ellas encontramos: C#, JavaScript, ASP, XML, IIS, SQL, y un modelo 
cliente – servidor que utiliza un patrón MVC. 
 
 
Cliente                                                   Servidor 
Fig 4.1 Tecnologías utilizadas 
 
 
El uso de AJAX (Asynchronous JavaScript + XML) para cargar y renderizar la 
página permite mantenernos en esta mientras los scripts y rutinas van al 
servidor buscando, “por detrás”, los datos usados  para actualizar la página 
solo re-renderizándola y mostrando u ocultando partes de la misma, lo que 
significa aumentar la interactividad, velocidad y usabilidad en la aplicación.  
 
El modelo, la vista y el controlador se ejecutan del lado del servidor. La vista 
genera una representación de la presentación. Esta representación es 
descargada por el cliente, donde se visualiza. La interacción del usuario con el 
cliente es enviada nuevamente al servidor, donde generalmente resulta en una 
nueva presentación y así sucesivamente.  
 
A continuación se describe como están definidos el Modelo, la Vista y el 
Controlador de la aplicación. Es importante diferenciar, dada la arquitectura 
definida, que partes del módulo se encargan de gestionar el lado de servidor y 
cuales se encargan de él lado del cliente. Para poder diferenciarlo bien se ha 
definido una nomenclatura especial, por este motivo todo lo relacionado con el 
servidor empieza por Sco y lo relacionado con la parte de cliente por API.  
4.1. El Controlador 
 
Este bloque tiene definidas las cuatro clases que se explican a continuación: 
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 ApiAjaxController.cs: Esta clase se encarga de devolver la vista. Como 
se citó anteriormente una vista es un archivo con extensión *.aspx. Es 
por ese motivo que el controlador devuelve la vista “api_ajax.aspx”. 
 
 ScoController.cs: Se podría considerar la clase principal del 
controlador, ya que es la encargada de ejecutar todas las funciones 
necesarias para la importación y exportación de los cursos SCORM. 
 
 ScoItem.cs: Esta clase no estaba definida en el módulo y es necesaria 
para recoger  y almacenar en la base de datos los elementos y atributos 
de un ítem cuando se está leyendo el manifiesto. Es necesario 
almacenar estos datos si queremos utilizar la navegación y 
secuenciación que ofrece la versión 2004 de SCORM. 
 
 ScoSequencing.cs: Esta 
clase también se ha definido 
para recolectar toda la 
información de secuenciación. 
Esta información se extrae del 
manifiesto en el proceso de 
importación de los cursos y 
depende de la clase 
ScoItem.cs. 
 
 TipoErroresSCORM.cs: Este 
archivo únicamente contiene 
una lista de los diferentes tipos 
de errores que puede devolver 
el controlador. 
  
Fig 4.2 Controladores de la aplicación 
 
4.2. La vista 
 
Dentro de este bloque encontramos las vistas api_ajax.aspx y FromSCO.aspx. 
Api_ajax se encarga de gestionar la Vista que interactúa con el usuario 
mientras que FromSCO realiza funciones más relacionadas con el modelo de 
negocio.  
4.3. El modelo 
 
El modelo es la parte de la arquitectura donde se encuentra almacenada toda 
la información. Para tal fin, el módulo utiliza una plataforma SQL Server que 
tiene definidas todas las tablas encargadas de almacenar los datos de usuario 
y las variables SCORM utilizadas en cada uno de los cursos, como pueden ser: 
el tiempo de sesión, los objetivos alcanzados, etc.   
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CAPÍTULO 5. ESPECIFICACIÓN 
 
En este capítulo se analizan los requisitos funcionales y no funcionales que 
debe cumplir el proyecto para que funcione como es debido. En esta fase me 
centraré en la interactuación entre el LMS, el módulo de SCORM y la base de 
datos.  
 
5.1. Especificación de requisitos 
 
En este punto se recopilan los requisitos que debe cumplir el módulo para que 
éste sea satisfactorio. Para definirlos, se han realizado las siguientes tareas: 
 
- Definición de los casos de uso del sistema para los diferentes actores 
que intervienen sobre él.  
- Creación de los diagramas de Actividad para cada uno de los casos de 
uso definidos.   
- Creación del diagrama UML de las tablas de la base de datos y 
definición de la relación que guardan entre sí. Para ello ha sido 
necesario revisar la información del libro CAM [14] donde se explica la 
relación que existe entre los datos.  
 
Hay dos tipos: Los requisitos funcionales, que describen como funciona el 
programa y sus operaciones; y los no funcionales, que son aquellos que piden 
cualidades que debe cumplir el sistema, es decir, que no se realizan 
operaciones con ellos pero exige que las operaciones de los requisitos 
funcionales las cumplan. 
 
5.1.1. Requisitos funcionales 
 
Los requisitos funcionales que debe cumplir el sistema son los siguientes: 
 
 [R1] El programa debe permitir al usuario importar, exportar, eliminar, 
lanzar un curso de SCORM con el dispositivo de entrada.   
 [R2] El Sistema debe de lanzar el curso correctamente.  
 [R3] El Sistema debe de recoger la información del usuario durante el 
aprendizaje (trazabilidad) y guardarla en la base de datos. Siempre 
cumpliendo con lo que dicta la especificación.  
 [R4] El sistema debe tener definida una API que comunique los cursos 
con el LMS.  
 [R5] La exportación de un curso SCORM debe de cumplir con la 
especificación y generar el manifiesto correctamente.  
 
5.1.2.  Requisitos no funcionales 
 
Los requisitos no funcionales que debe cumplir el sistema son los siguientes:  
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 El sistema debe realizar un seguimiento del alumno en tiempo real sin 
ralentizaciones. 
 La interfaz debe ser intuitiva y sencilla para el usuario. 
 El sistema debe de ser robusto, evitando así haya errores que hagan 
que la experiencia del usuario sea negativa. Un programa es robusto 
cuando es capaz de manejar razonablemente situaciones inesperadas 
(que falten archivos, que se acabe la memoria o que haya un error 
interno en el mismo programa), y minimiza el daño producido por estas 
situaciones. Por este motivo es necesario pasar por un proceso de 
validación completo. En la realización de este proceso se tiene que tener 
en cuenta el hardware y el software sobre el corre la aplicación.  
5.2. Casos de uso 
 
Los diagramas de casos de uso documentan el comportamiento de un sistema 
desde el punto de vista del usuario. Por lo tanto los casos de uso determinan 
los requisitos funcionales del sistema, es decir, representan las funciones que 
un sistema puede ejecutar. Su ventaja principal es la facilidad para 
interpretarlos, lo que hace que sean especialmente útiles en la comunicación 
con el cliente. 
 
En el siguiente diagrama se muestran todas las acciones que un usuario, ya 
sea alumno o profesor, puede realizar para interactuar con el sistema:  
 
 
Fig 5.1 Casos de uso 
 
En el diagrama no se han tenido en cuenta los casos relacionados con foros, 
chat, etc.,  porque estos se gestionan desde fraktalis y no es la intención del 
módulo SCORM tratar este tipo de información. 
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5.3. Diagramas de Actividad.  
 
Un diagrama de actividad representa el comportamiento interno de una 
operación o de un caso de uso, bajo la forma de un desarrollo por etapas, 
agrupadas secuencialmente.  
 
El propósito de este tipo de diagrama es: 
 
- Modelar el flujo de tareas 
- Modelar las operaciones 
 
Teniendo en cuenta los diferentes casos de uso que hemos encontrado en la  
aplicación se ha definido un diagrama de actividad para cada uno de los usos 
más importantes del módulo. 
 
5.3.1. Exportar curso 
 
Un curso SCORM es un bloque de 
material web empaquetado de una 
manera que sigue el estándar SCORM 
de objetos de aprendizaje. Estos 
paquetes pueden incluir páginas web, 
gráficos, programas JavaScript, 
presentaciones Flash y cualquier otra 
cosa que funcione en un navegador web. 
 
Cuando realizamos la exportación de un 
curso debemos empaquetar todo el 
contenido en un archivo ZIP cumpliendo 
con lo que dice el estándar. Para ello es 
necesario la creación de un archivo 
manifiesto que irá dentro del paquete y 
que contendrá la estructura del curso. En 
el anexo VIII se incluye la estructura que 
debe de seguir este archivo. 
 
El path temporal donde se ubicará el 
curso será el siguiente: 
 
..\orgx\cntrx\spcx\grpx\dtos\dcs\tempSC
O 
 
El diagrama que se muestra a la derecha 
(fig 5.2) define los pasos que se ejecutan 
durante la creación del paquete SCORM. 
  
Fig 5.2 Diagrama actividad para 
exportar un curso SCORM. 
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5.3.2. Importar curso 
 
Cuando un usuario decide importar un curso se comprueba primero que el 
archivo es un Zip como define el estándar, si no es así, el sistema lanza un 
mensaje de error y sale. Después de esta comprobación se procede a la 
descompresión del curso en una carpeta temporal definida en la siguiente ruta: 
 
..\orgx\cntrx\spcx\grpx\dtos\dcs\temp 
 
 
Fig 5.3 Diagrama actividad para 
importar un curso 
 
Si la carpeta temporal “temp” ya 
estaba creada el sistema la borra, 
incluyendo el contenido que pueda 
tener, y la vuelve a crear. Una vez 
descomprimido el sistema localiza el 
archivo imsmanifest.xml ya que es 
necesario para estructurar el curso 
dentro de la plataforma, si no lo 
encuentra muestra un mensaje de 
error y termina la acción. Una vez 
tenemos el manifiesto, se procede a 
su lectura, comprobando 
primeramente la versión de SCORM 
en la que está compilado el curso. A 
medida que se va leyendo el 
manifiesto se va generando la 
estructura de carpetas y ficheros del 
curso dentro de la siguiente ruta:  
 
..\orgx\cntrx\spcx\grpx\dtos\dcs 
 
En este momento también se 
inicializan las tablas de la base de 
datos encargadas de almacenar la 
información relativa a la carga del 
curso. 
  
Cuando el sistema ha terminado de 
leer el manifiesto se muestra un 
mensaje al usuario para indicar que 
se ha finalizado la carga y termina la 
acción. El diagrama de la izquierda 
(Fig 5.3) muestra los pasos 
necesarios para que el módulo 
importe con éxito un curso. 
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5.3.3. Eliminar curso 
 
Cuando un usuario decide eliminar 
un curso, el LMS debe borrar la 
información relativa a ese curso 
almacenada en la base de datos y 
el contenido “físico” del curso que 
se encuentra en la dirección:  
 
..\orgx\cntrx\spcx\grpx\dtos\dcs\curs
o_x 
 
El borrado de las tablas de la base 
de datos se realiza de forma 
recursiva, llamándose la función de 
borrado a si misma hasta que se ha 
eliminado toda la información 
relativa al curso.  
También hay que tener en cuenta 
que las tablas de la base de datos 
guardan una relación entre ellas con 
lo que el borrado se debe realizar 
siguiendo un orden establecido. El 
diagrama de actividad de la derecha 
(fig 5.4) muestra los pasos a realizar 
en el borrado de un curso. 
 
 
 
Fig 5.4 Diagrama de actividad para 
borrar un curso.  
5.3.4. Lanzar curso 
 
Como se explicó en el capítulo 2, un curso SCORM puede tener contenidos 
SCO y assets. La diferencia entre ellos radica en que los SCOs interaccionan 
con el LMS y los assets no. 
 
Cuando un alumno decide realizar un curso, si el contenido es un asset, este 
se visualiza por pantalla. Si por el contrario, el contenido es un SCO 
(recordemos que un SCO es una agrupación de assets que además 
interacciona con la plataforma) este es lanzado por el LMS. En este proceso 
interviene un archivo JavaScript que se llama APIWrapper.js, y es el encargado 
de interaccionar entre la plataforma y el curso SCO.  
 
Cuando el curso SCO lanza el APIWrapper, este busca la API 1484_11 que se 
encuentra en un frame oculto. Este frame oculto contiene la dirección del 
JavaScript encargado de ejecutar las funciones Initialize(), GetValue(), 
SetValue(), Commit(),  GetLastError(), GetErrorString(), GetDiagnostic() y 
Terminate(). Si no encuentra la API 1484_11 el sistema no puede lanzar el 
SCO y se produce un error. Si la encuentra, el APIWrapper.js llama a la función 
Initialize() para inicializar el SCO.  
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Una vez inicializado se produce la comunicación entre el SCO y el LMS. El 
SCO irá solicitando al LMS información enviándole parámetros a través del 
APIWrapper, y el LMS ejecutará las funciones GetValue(), SetValue(), 
Commit(), GetLastError(), GetErrorString() o GetDiagnostic() devolviendo el 
valor de retorno al SCO.  
 
Cuando el alumno sale del SCO, porque ha terminado la lección, o porque la 
pausa, el ApiWrapper.js llama a la función Terminate() y finaliza la 
comunicación. El estándar define que solo se puede ejecutarse un SCO a la 
vez.  
 
Fraktalis permite también la creación de carpetas, documentos, encuestas, 
exámenes, votaciones e importación de archivos de diferentes formatos dentro 
de un curso. 
 
El diagrama que se muestra a continuación muestra el proceso de carga de un 
curso y la comunicación que se produce entre el LMS y el SCO cuando este es 
“lanzado”. 
 
 
 
Fig 5.5 Diagrama de actividad para cargar un curso. 
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5.4. Diagrama UML de las bases de datos.  
 
Para almacenar los datos relacionados con la importación de un curso SCORM 
y guardar los valores que van adquiriendo las diferentes variables que define el 
estándar durante el aprendizaje del alumno es necesario definir unas tablas en 
la base de datos.  
A continuación se muestra un UML con la relación entre las diferentes tablas y 
una breve explicación de los datos que se almacenan en ellas:   
 
t_sco_objectives
PK id
FK1 id_usrtema
  objectiveid
  scaled_passing_score
  score_raw
  score_scaled
  score_min
  score_max
  success_status
  completion_status
  progress_measure
  description
  timestamp
t_files
  id_file
FK1 id_tema
  fileName
t_sco
PK id
  id_tema
  parent
  identifier
  launch
  scormtype
  title
t_usuarios
PK id_usuario
  id_tutor
  nombre
  apellido1
  apellido2
  usuario
  passwd
  direccion
  ciudad
  estadooProvincia
  codigoPostal
  pais
  telefono
  fax
  Email
  usrWeb
  usrEmpre
  usrNtas
  addData
  fechaUsr
  usrOn
  usrBlok
  usrNew
  usrAllowRec
  showMisDtos
  ipDir
  campo1
  campo2
  campo3
  campo4
  campo5
t_usrTema
PK id_usrTema
FK2 id_usuario
FK1 id_tema
  fecha1
  fecha2
  progreso
  quizTime
  numTries
  calificacion
  flowStatus
  session_time
  total_time
  exit_sco
  location_sco
  completion_status
  progress_measure
  completion_threshold
  suspend_data
  success_status
  mode
  credit
  score_min
  score_max
  score_raw
  score_scaled
  learner_pref_audio_level
  learner_pref_audio_captioning
  learner_pref_language
  learner_pref_delivery_speed
t_temas
PK,FK1 id_tema
  id_parent
  temaRoot
  ordenTema
  id_space
  id_grupo
  tema
  descTema
  tipoTema
  hasDates
  numPregs
  maxTries
  downTema
  readTema
  timeTema
  ownerTema
  modbyTema
  blockbyTema
  randTema
  emailTema
  iniTema
  fechaTema
  fechaModTema
  fileName
  seguiTema
  showTema
  modoTema
 
Fig 5.6 Diagrama UML Relación tablas 
 
 
Para almacenar la información de un curso cuando es importado se han 
definido las tablas t_temas y t_files. T_temas guarda la relación entre carpetas 
y archivos que es necesaria para crear la estructura de presentación de datos.  
También almacena otros valores como pueden ser si el tema es visible o no 
(columna showtema), si se ha iniciado (columna iniTema), el tipo de tema 
(columna tipoTema, un valor 7 indica que es un contenido SCORM). T_files 
almacena la ubicación de los archivos para que el LMS los pueda localizar 
cuando sea necesario.  
 
Durante este proyecto ha sido necesario definir una tabla que almacene los 
elementos que tengan asignados recursos de tipo SCO para que estos puedan 
ser tratados durante la comunicación con el LMS. Para ello se ha creado la 
tabla t_sco. Esta tabla se inicializa durante la lectura del manifiesto. Para saber 
que elementos <item> tienen recursos,  el elemento <item> lleva definido un 
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atributo que se llama identifierref el cual tiene la referencia del recurso. Una vez 
el sistema lee el recurso, que no deja de ser un elemento XML <resource> 
dentro del archivo imsmanifest.xml,  dentro de este hay un atributo que se 
llama scormtype que indica si el contenido es un SCO o un asset. Es muy 
importante guardar esta información ya que los SCO son los contenidos que 
interactúan con el LMS.  
 
Cuando un usuario inicia un curso por primera vez se le asigna un identificador 
en la tabla t_usrTema y se inicializa la tabla objetivos con el identificador de 
usuario que ha recibido. Cada vez que el usuario acceda al curso, esta tabla 
almacenará los datos de las variables definidas para hacer un seguimiento de 
su aprendizaje.  
 
Otro de los aspectos que se ha tenido que resolver en este TFC es la recogida 
de datos de secuenciación y navegación durante la importación de un curso. 
Para ello se han creado las siguientes tablas que se inicializan durante la 
lectura del manifiesto: t_scorm_sequencing, t_sco_data, t_sco_seq_objective y 
t_sco_map_info. Estas tablas guardan una relación de confianza con la tabla 
t_sco, ya que un contenido SCO puede tener secuencia, presentación, 
objetivos, definidos independientemente de otros contenidos SCO. El diagrama 
que sigue muestra la relación entre estas tablas: 
 
t_sco_seq_objective
PK id
FK1 idSCO
  primaryobj
  objectiveid
  satisfiedbymeasure
  minnormalizedmeasure
  id_tema
t_scorm_sequencing
PK idSeq
FK1 idSCO
  ID
  IDRef
  controlMode
  sequencingRules
  limitConditions
  auxiliaryResources
  rollupRules
  objectives
  RandomizationControls
  deliveryControls
  adlseqConstrainedChoiceConsiderations
  adlseqRollupConsiderations
  adlseqObjectives
t_sco
PK id
  id_tema
  parent
  identifier
  launch
  scormtype
  title
t_sco_data
PK id
FK1 idSCO
  name
  value
t_sco_seq_mapinfo
PK id
  id_tema
FK1 idSCO
FK2 objectiveid
  targetobjectiveid
  readsatisfiedstatus
  readnormalizedmeasure
  writesatisfiedstatus
  writenormalizedmeasure
 
 
Fig 5.7 Diagrama UML Tablas SCO 
 
 
Dentro de la secuenciación hay definidas una serie de variables, cada una de 
estas se recoge del archivo manifiesto. El siguiente diagrama muestra la 
relación de las tablas definidas para recoger la información de secuenciación 
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en el momento de la importación, esta información podrá ser o no utilizada por 
el LMS, nunca por el SCO.  
 
t_scorm_seq_rules_cond
PK id
FK1 idSeqRules
  referencedObjective
  measureThreshold
  operator
  condition
t_scorm_seq_rollupConsiderations
PK id
FK1 idSeq
  requiredForSatisfied
  requiredForNotSatisfied
  requiredForCompleted
  requiredForIncomplete
  measureSatisfactionIfActive
t_scorm_seq_ctrl
PK id
FK1 idSeq
  choice
  choiceExit
  flow
  forwardOnly
  useCurrentAttemptObjectiveInfo
  useCurrentAttemptProgressInfo
t_scorm_sequencing
PK idSeq
FK1 idSCO
  ID
  IDRef
  controlMode
  sequencingRules
  limitConditions
  auxiliaryResources
  rollupRules
  objectives
  RandomizationControls
  deliveryControls
  adlseqConstrainedChoiceConsiderations
  adlseqRollupConsiderations
  adlseqObjectives
t_scorm_seq_rollupRule
PK id
FK1 idRollupRules
  childActivitySet
  minimumCount
  minimumPercent
  rollupConditions
  conditionCombination
  rollupAction
  action
t_scorm_seq_delivery
PK id
FK1 idSeq
  tracked
  completionSetByContent
  objectiveSetByContent
t_scorm_seq_adlseqObjectives
PK id
FK1 idSeq
  objectiveID
t_scorm_seq_adlseqObjMap
PK id
FK1 idAdlseqObj
  targetObjectiveID
  readRawScore
  readMinScore
  readMaxScore
  readCompletionStatus
  readProgressMeasure
  writeRawScore
  writeMinScore
  writeMaxScore
  writeCompletionStatus
  writeProgressMeasure
t_scorm_seq_limitCond
PK id
FK1 idSeq
  attemptLimit
  attemptAbsoluteDurationLimit
t_scorm_seq_rollupRules
PK id
FK1 idSeq
  rollupObjectiveSatisfied
  rollupProgressCompletion
  objectiveMeasureWeight
t_scorm_seq_random
PK,FK1 id
  idSeq
  randomizationTiming
  selectCount
  reorderChildren
  selectionTiming
t_scorm_seq_rules
PK id
FK1 idSeq
  type
  ruleConditions
  conditionCombination
  ruleAction
  action
t_scorm_seq_rollupCond
PK id
FK1 idRollupRule
  operator
  condition
t_scorm_seq_constrained
PK id
FK1 idSeq
  preventActivation
  constrainChoice
 
 
Fig 5.8 Diagrama UML Secuencia 
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CAPÍTULO 6. DISEÑO 
 
Este capítulo pretende describir la forma en que ha sido diseñado el módulo. 
Por ello se hará una descripción de las funciones más relevantes de las clases 
implicadas. En el momento de diseñar el módulo se han tenido en cuenta los 
requisitos funcionales y no funcionales definidos en el capítulo 4. 
 
En este capítulo se describen además las siguientes tareas realizadas: 
 
- Construcción de los diagramas de clases.  
- Revisión y programación de las funciones necesarias para la importación 
y exportación de cursos SCORM.  
- Revisión y programación del JavaScript que permite la comunicación 
entre un curso SCORM y la plataforma.  
- Programación de nuevas funciones que permitan la recogida de la 
información de navegación y secuenciación. 
- Documentación del código desarrollado.  
 Diagrama de Clases  6.1.
 
El diagrama de clases es un tipo de diagrama estático que describe la 
estructura de la información que manejará el sistema, este UML tiene una 
importancia muy grande porque representa una parte importante del sistema.  
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Fig 6.1 Diagrama de clases del Módulo SCORM 
 
 Descripción de las Funciones 6.2.
 
En este punto se describen las funciones más importantes de cada una de las 
clases. También podremos ver que función desempeñan cada una de ellas 
dentro del módulo. Para ello utilizaremos los diferentes casos de uso 
detectados en el capítulo 4 apartado 4.2. 
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6.2.1. Funciones de la clase scocontroller.cs 
 
 
Fig 6.2 Diagrama de la clase ScoController 
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La clase ScoController.cs contiene todos los métodos necesarios para la 
importación y exportación de cursos. En las siguientes tablas se muestra una 
descripción de las funciones más relevantes. 
 
Tabla 6.1. – Descripción de la función FromSCO1 
 
public virtual ActionResult FromSCO1() 
Descripción 
Esta función es la encargada de importar un curso 
SCORM. Durante el proceso de importación realizará 
llamadas a las funciones Extract3, checkVersionSCORM y 
LeeChilds.  
 
Tabla 6.2. – Descripción de la función Extract3 
 
private void Extract3 (string zipFileName, string destPath) 
Parámetros 
String zipFileName: Esta cadena se utiliza para pasar el 
archivo a descomprimir.  
String destPath: Es la ubicación destino donde se 
descomprimirá el fichero.  
Descripción 
Esta función se utiliza para la extracción del fichero Zip que 
contiene el curso. Para utilizar esta función ha sido 
necesario instalar la dll ICSharpCode.SharpZipLib.dll. 
 
Tabla 6.3. – Descripción de la función CheckVersionSCORM 
 
private bool  CheckVersionSCORM (XmlNode NMetadata) 
Parámetros 
XmlNode NMetadata: NMetadata es un metadato leído del 
archivo imsmanifest que contiene el valor del elemento 
<schemaversion> 
Descripción Esta función detecta la versión de SCORM del curso que se está importando. 
Retorno La función devuelve true si es una versión del estándar válida y false en caso contrario.  
 
Tabla 6.4. – Descripción de la función LeeChilds 
 
private void LeeChilds (XmlNode NOrgs, XmlNode NRess, int idParent) 
Parámetros 
XmlNode Norgs: Contiene un objeto con el elemento 
<organizations> y sus hijos del archivo imsmanifest.xml. 
XmlNode Nress: Contiene un objeto con el elemento 
<resources> y sus hijos del archivo imsmanifest.xml. 
Int idParent: Este identificador indica el identificador 
“padre” del archivo que se está leyendo. 
Descripción 
El cometido de esta función es leer el archivo 
imsmanifest.xml hasta el final. Esta función llama a las 
funciones TratarResource, AddFile, CreateSco. 
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Tabla 6.5. – Descripción de la función AddFile 
 
private void AddFile (string pathManifest, int id_tema, string tema) 
Parámetros 
string pathManifest: Contiene el path donde debe añadirse 
el archivo dentro de la estructura de carpetas. 
int id_tema: Es el identificador que le corresponde al 
archivo dentro de la tabla t_temas. 
string tema: Es el título del tema al que pertenece el 
archivo.  
Descripción Esta función se encarga de guardar en el archivo en el lugar que le corresponde dentro de la estructura definida.  
 
Tabla 6.6. – Descripción de la función CreateSco 
 
private void CreateSco (XmlNode node, XmlNode nRes) 
Parámetros 
XmlNode node: Recibe un objeto con el nodo del SCO que 
se desea añadir. 
XmlNode nRes: Recibe un objeto con el nodo del resource, 
en este nodo se especifica si el contenido del resource es 
un asset o un SCO.  
 
Descripción Recoge los SCO que va leyendo del manifiesto para colocarlos en la tabla t_sco.  
 
Tabla 6.7. – Descripción de la función TratarResource 
 
private void TratarResource(XmlNode NRes, XmlNode NRess, int id_tema, 
string tema, int id_temaParent) 
Parámetros 
XmlNode NRes: Objeto para recorrer los elementos 
<resource> del nodo <resources>.  
XmlNode NRess: Objeto que recibe el nodo <resources>.  
int id_tema: Recibe el identificador que le corresponde de 
la tabla t_temas. 
string tema: Recibe el título del tema. 
int id_temaParent: Recibe el identificador id_parent que le 
corresponde de la table t_temas. 
Descripción Trata los resources y copia los ficheros de la carpeta temporal a donde corresponda. 
 
Tabla 6.8. – Descripción de la función toSCO 
 
public void toSCO () 
Descripción 
Es la función principal para la exportación de un curso 
SCORM. Hace una llamada a las funciones ListaDowns y 
ListaRes. 
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Tabla 6.9. – Descripción de la función ListaDowns 
 
public void ListaDowns(string sqlst) 
Parámetros string sqlst: contiene la consulta sql para tratar los temas en función del id_tema que se parte.  
Descripción 
Tiene como función escribir en el imsmanifest.xml los 
elementos pertenecientes a una organización 
<organization>.  
 
Tabla 6.10. – Descripción de la función ListaRes 
 
public void ListaRes(string currentDir, int idCurrentTema)  
Parámetros 
string currentDir: Recibe el directorio temporal donde 
alojará el curso exportado.  
int idCurrentTema: Identificador del id_tema actual. 
Descripción 
Esta función es la encargada de escribir los elementos 
<resource> dentro del imsmanifest.xml del curso que se va 
a exportar y de crear la estructura de carpetas y archivos 
del fichero Zip.  
 
6.2.2. Funciones de la clase ScoItem.cs 
 
 
Fig 6.3 Diagrama de la clase ScoItem 
 
Un curso SCORM puede tener definidos diferentes elementos <ítem> dentro 
del archivo imsmanifest.xml. Esta clase almacena la información de estos 
elementos y la envía a la base de datos.  
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Tabla 6.11. – Descripción de la función BuscarElementos 
 
private void BuscarElementos(XmlNode node) 
Parámetros XmlNode node: Recibe el nodo <ítem> 
Descripción 
Este método recorre todos los hijos del nodo <ítem> y 
envía a la base de datos la información que recopila. Si el 
ítem tiene secuencia llama a la clase sequencing. Cuando 
encuentra un elemento hijo llamará a la función Set 
correspondiente. Por ej.: Si encuentra el elemento 
<adlnav:presentation> llamará a la función 
SetAdlnavPresentation, que es la encargada de hacer el 
insert en la tabla correspondiente (en este caso 
t_sco_data) de la base de datos.  
 
6.2.3. Funciones de la clase ScoSequencing.cs 
 
 
Fig 6.4 Diagrama de la clase ScoSequencing 
 
Esta clase almacena toda la información de secuencia definida para un 
elemento <ítem> y la envía a la base de datos.  
 
Tabla 6.12. – Descripción de la función BuscarElementos 
 
private void BuscarElementos(XmlNode node) 
Parámetros XmlNode node: recibe el nodo <imsss:resource>  
Descripción 
Este método recorre todos los hijos del nodo y envía a la 
base de datos la información que recopila. Para cada 
elemento “hijo” llamara a su función set correspondiente. 
Por ej.: para el elemento <imsss:objectives> llamará a la 
función SetObjectives. 
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6.2.4. Funciones de la clase ApiAjaxController.cs 
 
 
Fig 6.5 Diagrama de la clase ApiAjaxController 
 
 
La clase ApiAjaxController.cs tiene únicamente un método que devuelve la 
vista ApiAjax.aspx. En la vista se llama a la clase SCOUtils.cs. 
 
 
Tabla 6.13. – Descripción de la función api_ajax 
 
Public virtual ActionResult api_ajax() 
Descripción Este método devuelve la vista ApiAjax.aspx 
Retorno Devuelve la vista ApiAjax.aspx 
 
6.2.5. Funciones de la clase SCOUtils.cs 
 
 
 
Fig 6.6 Diagrama de la clase SCOUtils 
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Tabla 6.14. – Descripción de la función getSCOYear 
 
Public string getSCOYear( string SCOTime) 
Parámetros String SCOTime: Recibe un string con el tiempo en formato ISO 8601 ( P[yY][mM][dD][T[hH][mM][s[.s]S]])   
Descripción Extrae el número de años [yY] de una cadena tiempo en formato ISO 8601 
Retorno Devuelve un string con el valor de los años, en caso contrario devuelve null.  
 
Las funciones getSCOXXX se asemejan debido a que realizan una función 
similar. Por este motivo solo se muestra una tabla como ejemplo.  
 
Tabla 6.15. – Descripción de la función SetObjectives 
 
Public void SetObjectives( int idTema) 
Parámetros int idTema: Recibe el idTema actual.  
Descripción 
Inicia la tabla t_sco_objectives con los objetivos definidos 
para el SCO. Estos objetivos están guardados en la tabla 
t_sco_seq_objective.    
 
Tabla 6.16. – Descripción de la función InitObjectives 
 
Public void InitObjectives( int idTema) 
Parámetros int idTema: Recibe el idTema actual.  
Descripción 
Hace una consulta a la tabla t_sco_objectives e inicializa la 
variable objectives cuando el usuario accede por primera 
vez a un contenido SCO.  
 
6.2.6. Funciones de la clase DBAcceso.cs 
 
 
Fig 6.7 Diagrama de la clase DBAcceso 
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Esta clase utiliza el Entity Framework que permite al desarrollador de .NET 
trabajar con datos relacionales usando objetos específicos de dominio, 
eliminando así, la necesidad de la mayor parte del código de acceso a datos 
que en general suele escribir.  
 
Tabla 6.17. – Descripción de la función ExecDS 
 
public DataSet ExecDS ( string sqlst) 
Parámetros String sqlst: A través de este string se recibe la consulta SQL. 
Descripción Esta función representa una memoria caché de datos en memoria. 
Retorno 
Devuelve el resultado de la consulta SQL. En este caso 
agrega o actualiza las filas del objeto DataSet para que se 
correspondan con las del origen de datos. 
 
Tabla 6.18. – Descripción de la función ExecNQ 
 
public int ExecNQ ( string sqlst) 
Parámetros String sqlst: A través de este string se recibe la consulta SQL. 
Descripción Ejecuta una instrucción de Transact-SQL en la conexión. 
Retorno Devuelve el resultado de la consulta SQL, que en este caso es el número de filas afectadas.  
 
Tabla 6.19. – Descripción de la función ExecRdr 
 
public SqlDataReader ExecRdr ( string sqlst) 
Parámetros String sqlst: A través de este string se recibe la consulta SQL. 
Descripción Envía la propiedad CommandText a Connection y crea un objeto SqlDataReader. 
Retorno Devuelve el resultado de la consulta SQL. En este caso el objeto SqlDataReader creado.  
 
Tabla 6.20. – Descripción de la función ExecRdr 
 
public string ExecRdr ( string sqlst) 
Parámetros String sqlst: A través de este string se recibe la consulta SQL. 
Descripción Ejecuta la consulta Transact-SQL.  
Retorno 
Devuelve la primera columna de la primera fila del conjunto 
de resultados devuelto por la consulta. Las demás 
columnas o filas no se tienen en cuenta. 
Desarrollo e integración en fraktalis de un sistema de gestión de cursos 
SCORM  destinado a la formación en el mundo marítimo 
52 
 
6.2.7. Funciones del JavaScript ApiAjax.js 
 
Dentro de este JavaScript se encuentran las funciones Initialize, SetValue, 
GetValue, GetLastError, GetDiagnostic, GetErrorString, Commit y terminate,  
que devuelven la funciones LMSInitialize, LMSSetValue, LMSGetValue, 
LMSGetLastError, LMSGetDiagnostic, LMSGetErrorString, LMSCommit y 
LMSFinish respectivamente. Se puede encontrar una descripción de estas 
funciones en el capítulo 2, apartado 2.5. La definición de este JavaScript 
cumple el requisito [R4] 
 
Tabla 6.21. – Descripción de la función tratarGetObjectives 
 
function tratarGetObjectives (param) 
Parámetros Recibe una cadena con los objetivos definidos para el SCO separados por los caracteres “!#!”.  
Descripción Esta función se encarga de establecer los objetivos iniciales cuando se accede a un SCO por primera vez.   
Retorno Devuelve el objetivo.  
 
Tabla 6.22. – Descripción de la función tratarSetObjectives 
 
function tratarSetObjectives (parametre, parm1) 
Parámetros 
parametre: es una de las variables posibles para un 
objetivo, como puede ser el id, el score_min, etc. 
parm1: Valor que se le asignará a la variable. Este valor es 
recogido cuando el alumno actualiza un objetivo.  
Descripción Envía al LMS el resultado de los objetivos 
Retorno Devuelve true si ha conseguido setear el objetivo o false en caso de error.  
 
Tabla 6.23. – Descripción de la función processIni 
 
function processIni () 
Descripción 
La función processIni es llamada por doPOST de forma 
síncrona cuando se inicia la comunicación entre el SCO y 
el LMS. 
 
Tabla 6.24. – Descripción de la función processFinish 
 
function processFinish () 
Descripción 
Es llamada por doPOST de forma asíncrona cuando la 
comunicación entre el SCO y el LMS termina. Esta función 
será llamada cada vez que el readyState cambie.  
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6.2.8. Funciones del JavaScript ScoAjax.js 
 
La función doPOST es la encargada de realizar la comunicación AJAX con el 
servidor. Esta comunicación podrá ser Síncrona (modo = false) o Asíncrona 
(modo = true).  
 
Tabla 6.25. – Descripción de la función doPOST 
 
function doPOST (oForm, oFuncion, modo) 
Parámetros 
oForm: Recibe los datos que enviará en el método send.  
oFuncion: Recibe las funciones processIni y processFinish 
modo: especifica si la comunicación con el servidor será 
síncrona o asíncrona.  
Descripción Responsable de la comunicación AJAX con el servidor. La comunicación se realizará de forma síncrona o asíncrona.  
 
Tabla 6.26. – Descripción de la función getFormBody 
 
function getFormBody (oForm) 
Parámetros Recibe los elementos de un formulario. 
Descripción Recibe los elementos de un formulario y los guarda en un string separados por “&” con el método join. 
Retorno Devuelve el string.  
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CAPITULO 7. RESULTADOS OBTENIDOS 
 
Este capítulo muestra el funcionamiento del módulo de SCORM. Se analizará 
el comportamiento del módulo, desde la importación y exportación de un curso 
hasta el funcionamiento del módulo cuando un alumno realiza un curso.  
 
Para la realización de estas pruebas se ejecutará la plataforma en modo 
debug, para así poder ver paso a paso el comportamiento del módulo. Por este 
motivo será necesario arrancar la aplicación con MS Visual Studio. 
Fig 7.1 Modo Depuración 
Después abrir el proyecto con MS 
Visual Studio, podemos poner el 
programa en modo depuración 
simplemente pulsando el botón con 
el símbolo “Play”. También 
podemos arrancar el SQL 
Management Studio para ver cómo 
se van inicializando las tablas.  
 Importar un curso 7.1.
 
Como se mencionó en el capítulo 4, las funciones dedicadas a la importación 
de un curso se encuentran en el controlador ScoController.cs, por este motivo 
pondremos un breakpoint en cada función responsable de la importación del 
curso. Después de colocar los breakpoints en las funciones pulsaremos el 
botón “Play” para depurar el código.  
 
Cuando entramos en modo depuración  una ventana de Internet Explorer 
(También probado con éxito en Chrome y Firefox) se abre dándonos acceso a 
la página principal de fraktalis. Para importar el curso es necesario que nos 
autentifiquemos con un usuario que tenga permisos para la importación de los 
cursos. La figura que se muestra a continuación es la ventana resultante de 
ejecutar el modo depuración: 
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Fig 7.2 Acceso a la plataforma  fraktalis. 
 
Después de iniciar sesión accederemos a los cursos SCORM a través de los 
menús.  
 
 
 
Fig 7.3 Acceso a los cursos SCORM 
 
Cuando hemos accedido  a la ventana de cursos, lo primero que debemos 
hacer es crear una carpeta que contendrá el curso que deseamos importar. 
 
 
 
Fig 7.4 Crear una carpeta para curso SCORM 
 
Para esta prueba se ha creado una carpeta llamada “Mathematics”. Dentro de 
esta carpeta importaremos un curso de matemáticas para niños, para ello 
haremos click en el botón importar como se muestra en la siguiente imagen: 
 
 
 
Fig 7.5 Importación de un curso SCORM 
 
Una ventana aparecerá para seleccionar el curso que deseamos importar. 
Como se mencionó en el capítulo 2, un curso SCORM es un archivo Zip que 
contiene dentro un archivo XML que se llama imsmanifest. 
Seleccionaremos el curso a importar. 
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Fig 7.6 Selección de un curso SCORM 
 
Si abrimos el manifiesto de este curso veremos que se trata de un curso 
compatible con la versión 2004 3rd Edition.  
 
<metadata xmlns:adlcp="http://www.adlnet.org/xsd/adlcp_v1p3"> 
<schema>ADL SCORM</schema> 
<schemaversion>2004 3rd Edition</schemaversion> 
<adlcp:location>CAM_Metadata.xml</adlcp:location> 
</metadata> 
 
Una vez pulsado el botón de importar, se ejecutará la lógica de negocio para 
que la importación del curso sea satisfactoria: 
 
 
 
Fig 7.7 Llamada a la función FromSCO1() 
 
La primera llamada que se realiza es a la función FromSCO1(). Uno de los 
aspectos que se ha tenido que resolver en el momento de leer el manifiesto es 
que por defecto los comentarios de un archivo XML tienen el mismo trato que 
cualquier otro contenido. Para evitar esto se ha utilizado una propiedad de la 
clase XmlReaderSettings, que se llama IgnoreComments.  
 
Dentro de esta función se crea la carpeta temporal que alojará el contenido 
descomprimido del curso SCORM. En el caso de que la carpeta ya exista se 
borra para evitar que una importación anterior genere un error.  
 
Cuando se ha creado la carpeta el siguiente paso es descomprimirla:  
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Fig 7.8 Llamada a la función Extract3 
 
La descompresión se realiza llamando a la función Extract3. Esta función 
descomprime un archivo Zip que recibe como primer parámetro y vuelca la 
información en la ruta que se le pasa como segundo parámetro, en este caso 
es el archivo temporal que se ha creado con anterioridad.  
 
private void Extract3(string zipFileName, string destPath) 
{ 
       FastZip fZip = new FastZip(); 
       fZip.ExtractZip(zipFileName, destPath, null); 
} 
 
Fig 7.9 Código de la función de descompresión 
 
Después de descomprimir el fichero se comprueba que el archivo .zip contenía 
un archivo manifiesto en su interior. Si existe se crea un objeto reader y se le 
pasa el path donde se encuentra el archivo imsmanifest.xml y los 
readerSettings para que evite leer los comentarios.  
 
 
if (System.IO.File.Exists(fPathBase + "\\temp\\" + "imsmanifest.xml")) 
{ 
XDoc = new XmlDocument();         
sourceFilePath = fPathBase + "\\temp\\" + "imsmanifest.xml"; 
reader = XmlReader.Create(sourceFilePath, readerSettings); 
XDoc.Load(reader); 
XmlNode root = XDoc.DocumentElement; 
} 
 
Fig 7.10 Código de comprobación del archivo imsmanifest.xml y creación del 
objeto que leerá el manifiesto. 
 
El paso siguiente a realizar por la función es comprobar la versión de SCORM 
con la ayuda de la función CheckVersionSCORM y leer el archivo 
imsmanifest.xml llamando a la función LeeChilds. Esta última se encargará de 
guardar los datos del curso e inicializar las tablas.  
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Fig 7.11 Llamada a la función LeeChilds después de comprobar la versión de 
SCORM 
 
Como se ha explicado en el capítulo 4, la función LeeChilds parsea el archivo 
imsmanifest.xml con la ayuda de la clase XmlNode y la instrucción foreach. 
Para ello lo divide y dos partes, en la primera parte se encarga de leer la 
información relativa al elemento <organizations> mientras que la segunda lee la 
información del elemento <resources>. Cada vez que, dentro del nodo 
<organizations> encuentre un elemento <ítem> que contenga el atributo 
<identifierref> llamará a la función TratarResource(). 
 
foreach (XmlNode mynodeLoopVariable in NOrgs.ChildNodes) 
{ 
mynode = mynodeLoopVariable; 
tieneResource = false; 
tipoTema = 0; 
//si NodeType es element entonces entro 
if (mynode.NodeType == XmlNodeType.Element) 
{ 
    if (mynode.Name == "title" & mynode.ParentNode.Name == 
"organization") 
    { 
               temaPrincipal = mynode.FirstChild.Value; 
        sqlst = "INSERT INTO t_temas (tema, temaRoot… El código 
continúa 
 
Fig 7.12 La instrucción foreach recorriendo los nodos del elemento 
<organizations> 
 
En la figura anterior, se muestra como el elemento foreach recorre los nodos de 
un elemento <organizations>. Dentro de este bucle se crea la primera fila de la 
tabla t_temas para el curso que se está cargando.  
 
Cuando un elemento <ítem> tiene recursos se inicializa la tabla t_sco 
(Recordemos que un recurso podía ser un asset o un SCO). 
 
 
 
Fig 7.13 Creación de una fila en la tabla t_sco para un <resource> 
determinado. 
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También se llama a la función TratarResource y se añaden los ficheros  a la 
ruta donde les corresponde. 
 
 
 
Fig 7.14 Llamada a las funciones TratarResource y AddFile. 
 
Cuando el archivo ha sido parseado por completo el módulo devuelve un 
mensaje informando al usuario de que la importación ha sido realizada con 
éxito.  
 
 
 
Fig 7.15 Curso Importado 
 
Las siguientes figuras muestran las tablas t_temas y t_sco inicializadas 
después de la carga del curso: 
 
 
 
Fig 7.16 Tabla t_temas 
 
 
 
Fig 7.17  Tabla t_sco 
 
Como se puede comprobar la variable tipoTema obtiene un valor de 0 o de 7. 
Este valor se ha definido dentro de fraktalis para establecer cuando un 
contenido es una carpeta (“0”) o es un contenido SCORM (“7”). 
 
Podemos ver como el id_parent coge el valor del id_tema de la carpeta que 
contiene el id_parent actual.  
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También es relevante ver como en la tabla t_sco se ha almacenado un <ítem> 
que tenía un recurso del tipo “SCO”. Este recurso pertenece al id_tema 3 y 
pertenece al tema (title) Division Factory.  
 Realizar un curso 7.2.
 
Cuando un alumno accede a un curso hay que tener en cuenta si el contenido 
al que accede es un SCO o un asset, ya que es el SCO el único que interactúa 
con el LMS. Esto no quiere decir que el LMS no ejecute ninguna acción cuando 
el contenido se trata de un asset ya que este debe de ser mostrado igualmente 
por pantalla al usuario. Fraktalis también guarda alguna información acerca de 
los assets u otros documentos cargados en la plataforma, como puede ser 
cuando accedió el usuario por última vez. Pero por lo general serán los SCOs 
los que interactuaran con el LMS enviando y recibiendo información del usuario 
a medida que este avanza durante el curso. En el anexo aparece una 
explicación más detallada de las principales variables definidas por estándar y 
que son utilizadas por un SCO para hacer el seguimiento del estudiante.  
A continuación se va a realizar el seguimiento de un alumno que accede a un 
contenido SCO, como interacciona el SCO con la plataforma y como se 
inicializa la tabla t_usrTema. 
 
El usuario, previamente registrado en fraktalis y con accesos al curso, accede 
al curso Division Factory que está dentro de la carpeta Mathematics.  
 
En la página enviada al alumno hay un frame oculto que se llama API_1484_11 
y que contiene como source la Vista ApiAjax.aspx. Esta Vista es  la que utiliza 
el apiajax.js para interactuar con el SCO. 
 
 
 
Fig 7.18 Frame oculta API_1484_11 
 
Cuando el alumno accede al curso, el APIWrapper trata de localizar la 
API_1484_11 con el algoritmo mostrado en el capítulo 4: 
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Fig 7.19 Encontrando la API 
 
Después de encontrar la API, llama a la función Initialize del ApiAjax.js 
enviándole como parámetro la cadena vacío (“”).  
 
 
 
Fig 7.20 Función Initialize dentro del script ApiAjax.js 
 
En el script ApiAjax.js se han definido las funciones Initialize, SetValue, 
GetValue, GetLastError, GetDiagnostic, GetErrorString, Commit y terminate,  
que devuelven la funciónes LMSInitialize, LMSSetValue, LMSGetValue, 
LMSGetLastError, LMSGetDiagnostic, LMSGetErrorString, LMSCommit y 
LMSFinish respectivamente, para mantener la compatibilidad con la versión 1.2 
del estándar.  
 
Dentro de la función Initialize también se establece una marca de tiempo inicial 
que se utilizará para el cálculo del tiempo de sesión del alumno. Este cálculo 
puede ser realizado opcionalmente por el SCO, pero si no lo realiza será el 
LMS quien calcule el tiempo de sesión. En caso de que el SCO sea quien 
calcule el tiempo de sesión será este el valor que prevalecerá.  
 
La función LMSInitialize (llamada por la función Initialize) llamará a la función 
doPOST, que se encuentra dentro del script ScoAjax.js.  
 
 
 
Fig 7.21 Llamada a la función doPOST (ScoAjax.js) 
 
doPOST se encargará de comunicarse a través de Ajax con la Vista 
api_ajax.aspx intercambiándose los parámetros de inicialización. Cuando la 
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Vista recibe el parámetro scoAct con valor “ini”, inicializa la tabla t_usrTema 
para el usuario y SCO actual. Mientras no se ha finalizado la inicialización, se 
van realizando llamadas a las funciones processIni y processFinish() del script 
ApiAjax.js.  
 
El ApiWrapper.js va estableciendo los valores de las diferentes variables 
SCORM como pueden ser los objetivos.  
 
 
 
Fig 7.22 ApiWrapper.js establece valores iniciales a las variables mediante la 
función storeDataValue.  
 
 
 
Fig 7.23 Comunicación entre APIWrapper.js y ApiAjax.js 
 
Una vez ya se han inicializado los valores de las variables se muestra el curso 
por pantalla.  
 
 
 
Fig 7.24 Ejemplo de un curso SCORM 
 
El curso del ejemplo es un SCO incrustado dentro de un flash con dos 
objetivos, un fácil y otro difícil. 
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La tabla t_usrTema se ha inicializado como se puede ver en la imagen que 
sigue a continuación: 
 
 
 
Fig 7.25 Tabla t_usrTema inicializada. 
 
 
Mientras estemos dentro del SCO, el APIWrapper irá comunicándose con el 
SCO recogiendo todos los datos de seguimiento del curso como pueden ser la 
puntuación mínima o máxima, los objetivos, etc.  
 
Cuando salgamos del SCO, el APIWrapper llamará a la función terminate, que 
recordemos devuelve la función LMSFinish.  
 
 
 
Fig 7.26 Llamada de la función LMSFinish 
 
LMSFinish se encarga de inicializar los datos finales, como pueden ser scoACT 
= “fin”, session_time, total_time, exit_sco, etc. y enviarlos a la Vista a través de 
AJAX mediante la función doPOST, pasándole como parámetros el formulario, 
el resultado de la función processFinish y el modo de AJAX asíncrono, ya que 
este no permite enviar toda la información a la vez.  
 
La Vista, cuando recibe el valor de la variable scoACT, que en este caso es 
igual a “fin” procesará las variables recogidas y actualizará las bases de datos 
con los valores actuales.  
 
 
 
 
Fig 7.27 Tabla t_sco_objectives 
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 Exportar un curso 7.3.
 
Para poder ver el comportamiento del módulo de SCORM cuando un curso es 
exportado es necesario acceder a la plataforma en modo depuración. Para ello 
es necesario colocar breakpoints en las funciones involucradas. Estas 
funciones se encuentran en la clase ScoController.cs. 
 
Después acceder a la plataforma en 
modo depuración y de iniciar sesión 
accederemos a los cursos de 
SCORM a través de los menús de 
fraktalis. Para exportar un curso 
previamente hay que seleccionarlo y 
hacer click encima del botón 
exportar, tal y como se muestra en 
la figura 7.28. 
 
 
 
Fig 7.28 Exportación de un curso 
SCORM 
 
Después de hacer click en el botón exportar se realiza una llamada a la función 
toSCO(). Esta función crea una carpeta temporal para generar el fichero ZIP 
que contendrá el curso. Seguidamente se instancia al objeto que escribirá el 
archivo imsmanifest.xml como se muestra en la siguiente imagen: 
 
 
 
Fig 7.29 Creación de la carpeta temporal tempSCO e instancia del manifiesto 
 
 
La escritura del manifiesto se realiza en tres partes, primero se escribe la 
cabecera, después se crean los elementos <organizations> y por último los 
<resources>. 
 
 
 
Fig 7.30 Generación cabecera imsmanifest.xml 
 
El módulo exporta los cursos en la versión 2004 3rd Edition.  
65 Capítulo 7. Resultados Obtenidos 
   
El siguiente paso es empezar a escribir las organizaciones, para ello se llama a 
la función listaDowns. Esta función escribe en el manifiesto los elementos 
<organization> o <ítem> que va encontrando al consultar la tabla t_temas. 
Cuando ha finalizado llama a la función listaResources que se encarga de 
escribir en el manifiesto y de ir generando el fichero zip que contendrá el curso.  
Una vez ha terminado de generar el archivo imsmanifest.xml, lo mete dentro 
del curso y después lo borra de la carpeta temporal. Cuando la importación ha 
terminado muestra el siguiente mensaje por pantalla: 
 
 
 
Fig 7.31  Mensaje mostrado por pantalla al exportar un curso SCORM 
 
El usuario hará click en la flecha para descargar el fichero.  
 
Llegados a este punto podemos afirmar que el módulo cumple con los 
requisitos [R1], [R2], [R3] y [R5] definidos en el punto 5.1 
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CAPITULO 8. CONCLUSIONES 
 
Este trabajo de fin de carrera se ha realizado como apoyo al proyecto europeo 
TrainMos del que Cimne es socio. A lo largo del proyecto me ha sido necesario 
aprender nuevas tecnologías que hasta día de hoy me eran desconocidas 
como AJAX o ASP.NET MVC. También he tenido la oportunidad de aprender a 
implementar un estándar de e-learning como es SCORM, necesario para 
aprovechar las inversiones realizadas en el desarrollo de los contenidos 
educativos. Todo esto, lejos de ser un obstáculo,  me ha sido de gran acicate 
para emprender este proyecto. Además, este diversidad de tecnologías me ha 
ayudado  a ampliar mis conocimientos en programación con el lenguaje C#, 
con el framework .NET y a utilizar el Entity Framework para realizar las 
consultas a la base de datos SQL, con el ahorro de tiempo y código que ha 
supuesto. En cuanto al software utilizado para la implementación de la 
plataforma he podido trabajar con MS Visual Studio 2012, y MS SQL 2012, esto 
me ha permitido familiarizarme con las últimas versiones lanzadas por 
Microsoft.  
 
El hecho de que este proyecto formara parte de un proyecto real, y, por qué no 
decirlo, europeo, me ha servido también como gran fuente de motivación.  
 
Se ha conseguido el objetivo planteado al principio sobre la implementación del 
sistema de gestión de cursos SCORM, es decir: 
 
 Entender el funcionamiento de fraktalis y sus tecnologías derivadas; 
 Profundizar en la definición y estructura del estándar SCORM; 
 Definir los requerimientos funcionales y no funcionales a partir del 
conocimiento de la tecnología y el estándar; 
 Implementar los módulos funcionales que permitan a fraktalis importar, 
exportar y editar o modificar cursos y módulos bajo el estándar SCORM; 
de forma más desglosada, estas tareas implican: 
o realizar el diseño conceptual de la plataforma, diagrama UML; 
o definir las nuevas funcionalidades creando las clases necesarias 
para el correcto funcionamiento del módulo; 
o verificar el cumplimiento de todos los requisitos funcionales de la 
plataforma definidos en el capítulo 5, apartado 5.1.1; 
 
Todo lo anterior no habría sido posible si no fuera por los conocimientos que he 
ido adquiriendo durante mi etapa tanto académica como profesional y gracias 
también a la ayuda de mi director de proyecto que me ha ayudado en todo 
momento.  
 
 Futuras Líneas de mejora 8.1.
 
A continuación se muestran las posibles líneas de mejora que por tiempo o por 
disponibilidad no han podido realizarse en este proyecto: 
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- Probar un curso TrainMos en la plataforma. 
Estamos en conversaciones o a la espera de recibir cursos mientras 
tanto se han utilizado cursos de ejemplo extraídos de la web principal de 
ADL [3], de la web de SCORM [4], y de la página sums.co.uk [5]. 
 
- Ampliación del sistema para que acepte más variables. 
Aplicar un estándar no es una tarea que se realice de un día para otro. 
Pese a que módulo carga bien los cursos SCORM, el estándar tiene 
definidas muchas variables que de momento no se tienen en cuenta.  
 
 
- Implementación e integración con la secuenciación que tiene el 
sistema. 
La aplicación actual tiene definidas unas variables para la secuenciación 
de un curso, sería interesante utilizar las variables definidas por el 
estándar para llevar a cabo la secuenciación. Para ello se ha definido 
una clase que almacena toda la información de secuenciación. Este tipo 
de información, que debe de ser tratada por el LMS, no se tiene en 
cuenta a priori. 
 
- Análisis de futuros estándares SCORM. 
Hace más de 10 años que el estándar SCORM se utiliza como estándar 
de e-Learning en las principales plataformas de formación. Debido a que 
la forma en que los alumnos aprenden en la red ha cambiado 
radicalmente, gracias en cierta manera al uso de nuevos dispositivos 
móviles, nuevas formas de comunicación y nuevas tecnologías, ha sido 
necesario la creación de un estándar que dé solución a todas estas 
necesidades. La siguiente fase de SCORM, denominada Tin Can API, 
es un servicio web que permite a los clientes de software leer y escribir 
datos en la forma de “declaraciones”. Es ideal para el seguimiento de: 
aprendizaje móvil, juegos serios, simulaciones, aprendizaje informal, 
desempeño del mundo real. La siguiente imagen muestra el estado en el 
que se encuentra esta nueva especificación: 
 
 
Fig 8.1  Time Line SCORM Next Generation (Tin Can API) 
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ANEXOS 
ANEXO I – Instalación de MS Visual Studio 2012 y compilación 
de fraktalis. 
 
El proceso de instalar MS Visual Studio empieza cuando cargamos la imagen. 
Es importante ejecutar la aplicación con derechos de administrador pulsando 
con el botón derecho encima del ejecutable y seleccionando la opción “Run as 
administrator”. 
 
 
 
Cuando arrancamos el instalador aparece una ventana con los términos de 
licencia. Es necesario aceptarlos para que el programa siga con la instalación.  
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En la siguiente ventana nos permite instalar características adicionales a la 
aplicación. Estas opciones se pueden instalar más adelante ejecutando de 
nuevo el proceso de instalación.  
 
 
 
Cuando hayamos seleccionado las características adicionales que deseamos 
instalar pulsaremos el botón “Install”.  
 
 
 
Una de las características que incorpora MS Visual Studio 2012 es el 
framework 4.5. 
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Cuando la aplicación se haya instalado podremos lanzarla pulsando el botón 
“launch”. 
 
 
 
Para poder abrir la solución del proyecto es necesario ejecutar siempre MS 
Visual Studio como administrador. Una buena práctica es anclar el programa a 
la barra de inicio y configurar el icono para que siempre arranque como 
administrador. 
 
 
 
Después de instalar MS Visual Studio abriremos la solución y compilaremos el 
código para ver que no carga ningún error.  
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Para abrir la solución seleccionaremos la opción Open -> Solution dentro del 
menú FILE.  
 
 
 
 
Buscaremos y abriremos el archivo fraktalis.sln dentro de la carpeta que 
contiene el proyecto y recibe su mismo nombre, fraktalis.   
 
 
 
 
Para compilar el código seleccionaremos la opción “Build Solution” dentro del 
menú “BUILD” o pulsaremos la tecla F6. 
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Es posible que al compilar el código alguna dll no esté registrada, como puede 
ser la librería DSOFile.dll. Para registrarla utilizaremos la herramienta Regsvr32 
arrancado la consola en modo administrador: 
 
 
 
 
MS Visual Studio permite editar el código al mismo tiempo que lo depuramos, 
para habilitar esta opción nos iremos a las propiedades de la solución. Para ello 
abriremos el explorador de soluciones (1) y seleccionaremos la opción 
“properties” (2): 
 
 
 
MS Visual Studio 2012 también permite arrancar la aplicación en modo 
depuración sobre un servidor IIS Express (opción 3). Es necesario tener 
79 Anexos 
 
   
habilitada esta opción para poder usar la característica “Enable Edit and 
Continue”.  
 
Para que la aplicación funcione tendremos que crear un directorio virtual que 
apuntará a la carpeta org1 que estará dentro de la carpeta frkdatos. Esta 
carpeta contiene todos los datos de la aplicación y en nuestro caso se 
encuentra en la siguiente ruta: 
 
C:\frkdatos\org1 
 
El directorio virtual se crea modificando el archivo applicationhost.config. 
 
 
Cuando editemos el archivo añadiremos la siguiente línea: 
 
 
 
 
Lo que hemos conseguido hasta este punto es instalar MS Visual Studio 2012, 
compilar el código y configurar el servidor IIS Express para que publique la 
aplicación cuando depuremos el código. No obstante será necesario instalar 
MS SQL Server 2012 (Recomendado) y modificar otros ficheros para que la 
aplicación funcione correctamente.  
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ANEXO II – Instalación de MS SQL Server 2012 
 
Para la instalación de MS SQL Server descargaremos la versión Express 
desde el site oficial de Microsoft en la siguiente ruta: 
 
http://www.microsoft.com/es-es/download/details.aspx?id=29062 
 
Es recomendable descargar la versión con las herramientas avanzadas ya que 
esta nos instalará también el SQL Management Studio.  
 
 
 
 
Una vez hayamos descargado la version express de SQL 2012 Server 
ejecutaremos el instalable en modo administrador.  
 
 
 
 
Después de que el instalable descomprima todos los archivos aparecerá la 
siguiente ventana: 
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Seleccionaremos la opción “New SQL Server stand-alone installation” para 
crear una nueva instancia de SQL. 
 
 
 
Para poder continuar con la instalación es necesario aceptar las condiciones de 
uso.  
La instalación de SQL Server está muy guiada. En la columna de la izquierda 
podremos ver en todo momento en que punto de la instalación nos 
encontramos, mientras que en la columna de la derecha nos aparecerá una 
breve descripción de los objetos que vamos a instalar. Seleccionaremos las 
opciones que deseamos instalar para la instancia: 
 
Desarrollo e integración en fraktalis de un sistema de gestión de cursos 
SCORM  destinado a la formación en el mundo marítimo 
82 
 
 
 
Una vez hemos seleccionado las opciones podemos instalar la instancia por 
defecto (MSSQLSERVER) o bien instalar una instancia con un nombre definido 
por nosotros. En este caso le hemos asignado el nombre de FRKSQLSERVER. 
Pulsaremos el botón “Next” una vez le hayamos asignado un nombre.  
 
 
 
El siguiente paso será definir las cuentas que tendrán acceso a la instancia 
FRKSQLSERVER.  
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MS SQL Server permite dos modos de autenticación: El modo de autenticación 
Windows o el modo mixto. Si seleccionamos el modo mixto deberemos de 
indicarle una contraseña al usuario administrador SA. En la siguiente ventana 
seleccionaremos el modo de autenticación deseado y estableceremos que 
usuarios queremos que tengan acceso a la instancia con privilegios de 
administrador.  
 
 
 
El siguiente paso será indicar si deseamos enviar información a Microsoft de 
los reportes de error de SQL y Windows. Esta opción es opcional. 
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Después de estos pasos el sistema ya tiene toda la información necesaria para 
comenzar instalar la instancia SQL Server.  
 
 
 
 
Cuando finalice la instalación es posible que tengamos que reiniciar el sistema. 
Después de hacerlo ya estará preparado para importar las bases de datos de la 
plataforma fraktalis.  
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ANEXO III – Instalación de fraktalis 
 
Dentro de este anexo se detallan las instrucciones para una instalación 
correcta de fraktalis.  
 
Estructura de datos 
 
En primer lugar es necesario crear la estructura de datos, para ello utilizaremos 
una carpeta que se llama “orgxx_Plantilla” que tiene un modelo de la estructura 
de datos.  
 
Dentro de "frkdatos" creamos una carpeta con el nombre "orgxx" en donde
 xx es un número que será el id de la organizacion. En nuestro caso 
hemos definido la organización 1.  
 
 
 
Dentro de esta carpeta copiamos el modelo de estructura de "orgxx_Plantilla". 
 
El fichero "itsCfg.xml" que se encuentra en el root de esta estructura es 
importante ya que contiene los datos de configuración de la organización, como 
pueden ser el nombre del servidor SQL, los nombres de usuario, etc. 
 
 
 
Este fichero lo modificaremos a mano en el momento de la instalación. Y será 
accesible posteriormente desde la administración de la organización. 
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Base de datos 
 
El siguiente paso es crear la base de datos en SQL Server. En nuestro caso 
importaremos el fichero db_its1 que habremos guardado previamente en la 
carpeta frkdatabases. 
 
 
 
Para ello abriremos el SQL Management Studio y accederemos a la instancia 
SQL que utilizaremos para la aplicación.  Después clickaremos con el botón 
derecho encima de la carpeta “Databases” del explorador de objetos y 
pulsaremos la opción “Attach”  como se muestra en la siguiente figura: 
 
 
 
 
En la siguiente ventana pulsaremos el botón de añadir y buscaremos el archivo 
db_ITS1.mdf en el árbol de directorios.  
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Por último comprobaremos que se han cargado bien los archivos dB_ITS1.mdf 
y dB_ITS1.LDF y presionaremos el botón OK.  
 
 
 
Una vez adjuntada las bases de datos lo siguiente será crear los usuarios que 
van a acceder a ellas. En las siguientes imágenes se muestra como crear un 
usuario para un idioma, los demás usuarios se crearán de la misma forma. 
 
En SQL Server hay que diferenciar entre Login y usuario, no es lo mismo el 
usuario con el que accedemos a la base de datos y el Login. 
 
Para crear un Login desplegaremos la carpeta “Security” en el explorador de 
objetos y en la carpeta que se llama “Logins” pulsaremos encima con el botón 
derecho y seleccionaremos la opción “New Login…” tal y como se muestra en 
la siguiente figura: 
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En la ventana que se aparecerá a continuación escribiremos el “Login name”, 
para el usuario español usaremos ceuldESP. Seleccionaremos la opción “SQL 
Server authentication” y escribiremos la contraseña. Todos los usuarios 
disponen de la misma contraseña y se encuentra en el fichero itsCfg.xml.  
 
 
 
En Default database seleccionaremos dB_ITS1 y como “Default Language” 
cogeremos la opción “Spanish”. Después de pulsar el botón “OK” el siguiente 
paso será definir el User Mapping: 
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En User Mapping seleccionaremos la base de datos dB_ITS1, con el usuario 
ceuldESP y dbo como esquema por defecto. El usuario debe de tener el rol de 
db_owner. Para terminar pulsaremos el botón “OK”. 
 
Para el resto de usuarios el procedimiento será el mismo. Se ha creado un 
usuario por idioma para mantener correctamente el formato de las fechas al 
cambiar de idioma. 
 
Los nombres de los usuarios que hay que crear son: 
 
Español:ceuldESP Ingles:ceuldING  Catalan:ceuldESP  
Frances:ceuldFRA Italiano:ceuldITA   Aleman:ceuldALE  
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ANEXO IV – Instalación de ASP.NET MVC y ASPState DB 
 
Para el funcionamiento de fraktalis es necesario instalar el ASP.NET MVC y 
crear la base de datos de  ASPState para SQL.  
Para instalar el ASP.NET MVC descargaremos el Microsoft Web Platform 
Installer 4.0 de la web oficial de Microsoft: 
 
 
 
El Microsoft Web Platform installer es una herramienta gratuita que nos permite 
instalar los últimos componentes de la plataforma web de Microsoft, como 
pueden ser IIS, SQL Server Express, etc.  
 
 
 
Después de darle al botón de ejecutar aparecerá una ventana con las 
aplicaciones disponibles para instalar, para este caso en concreto 
seleccionaremos el ASP.NET MVC 4, que se encuentra dentro de las opciones 
de Framework (columna de la izquierda), y pulsaremos el botón añadir.  
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También podremos instalar la configuración de recomendación de IIS, el IIS 7.5 
Express, etc. 
 
 
 
Después de añadir todos los componentes que deseamos instalar pulsaremos 
el botón “install”.  
 
 
 
Cuando la instalación haya finalizado aparecerá la siguiente imagen: 
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El siguiente paso será instalar la base de datos de ASPState para SQL. Para 
ello abriremos una consola de Windows y accederemos a la siguiente ruta con 
el comando “cd”: 
 
C:\Windows\Microsoft.NET\Framework64\v4.0.30319 
 
Después utilizaremos la herramienta “aspnet_regsql.exe” con los siguientes 
comandos: 
 
-S Nombre del servidor de SQL 
-E (Utiliza las credenciales de Windows actuales) 
-ssadd 
 
Aspnet_regsql.exe –S GUYBRUSH\FRKSQLSERVER –E -ssadd 
 
Cuando finalice la instalación aparecerá el mensaje “Finished” 
 
 
 
Podemos comprobar que la instalación del ASPState se ha realizado con éxito 
abriendo el SQL Server Management Studio y desplegando la carpeta 
“Databases” dentro del explorador de objetos: 
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ANEXO V – Código Desarrollado 
 
En este anexo se recoge el código desarrollado durante la realización del TFC: 
Funciones SCOControllers.cs 
 
/// <summary> 
/// Función recursiva (se llama a si misma) que recorre los nodos del documento 
imsmanifest.xml 
/// </summary> 
/// <param name="NOrgs"></param> 
/// <param name="NRess"></param> 
/// <param name="idParent"></param> 
private void LeeChilds(XmlNode NOrgs, XmlNode NRess, int idParent) 
{ 
    XmlNode mynode = null; 
    string sqlst = null; 
    string fileName = null; 
    string nombreTema = " "; 
    int showTema = 1; 
    int id_level = 0; 
    int id_parent = 0; 
    int ordenTema = 0; 
    int ordenAux = 0; 
    int tipoTema = 0; 
    its.DBAcceso dba = new its.DBAcceso(); 
    SqlDataReader rdr = null; 
    string dirDonde = null; 
    string fichAux = null; 
    int ident = 0; 
    string scormType = ""; 
    int temaRoot = 0; 
    int idSCO = 0; 
    XmlNode NRes = null; 
 
    bool tieneResource = false; 
 
 
    if (this.idTemaAPartir == 0 & idParent == 0) 
    { 
         ordenTema = 1; 
         dirDonde = "/"; 
         //directorio raiz 
    } 
    else 
    { 
         if(idParent==0) idParent = Convert.ToInt32(idTemaAPartir); 
         ordenAux = ObtenerOrden(idParent); 
         if (ordenAux != 0) 
             ordenTema = ordenAux + 1; 
         else 
             ordenTema = 1; 
         } 
         foreach (XmlNode mynode_loopVariable in NOrgs.ChildNodes) 
         { 
mynode = mynode_loopVariable; 
tieneResource = false; 
      //es un folder por eso tipoTema vale 0, si fuera contenido SCORM valdría 7 
              tipoTema = 0; 
//si NodeType es element entonces entro 
              if (mynode.NodeType == XmlNodeType.Element) 
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              { 
if (mynode.Name == "title" & mynode.ParentNode.Name == "organization") 
{ 
temaPrincipal = mynode.FirstChild.Value; 
sqlst = "INSERT INTO t_temas (tema, temaRoot, tipoTema, fechaTema, 
ownerTema, fileName, hasDates, numPregs, maxTries, timeTema, "; 
sqlst = sqlst + " id_parent, ordenTema, id_space, id_grupo, seguiTema, 
showTema, modoTema) "; 
       sqlst = sqlst + "VALUES ("; 
       sqlst = sqlst + "'" + temaPrincipal + "', "; 
       sqlst = sqlst + temaRoot + ", "; 
       sqlst = sqlst + tipoTema + ", "; 
       sqlst = sqlst + "'" + DateTime.Now + "', "; 
       sqlst = sqlst + "'" + MiSesion.id_usuario + "', "; 
       sqlst = sqlst + "NULL, "; 
       sqlst = sqlst + "1, "; 
       sqlst = sqlst + "1, "; 
       sqlst = sqlst + "1, "; 
       sqlst = sqlst + "1, "; 
       sqlst = sqlst + idParent + ", "; 
       sqlst = sqlst + ordenTema + ", "; 
       sqlst = sqlst + MiSesion.id_space + ", "; 
       sqlst = sqlst + MiSesion.id_grupo + ", "; 
       sqlst = sqlst + "1, "; 
       sqlst = sqlst + "'" + showTema + "', "; 
       sqlst = sqlst + "'2' "; 
       sqlst = sqlst + ")"; 
       sqlst = sqlst + "; SELECT SCOPE_IDENTITY()"; 
 
       SqlConnection conn = new SqlConnection(MiSesion.DBConnStr); 
       conn.Open(); 
       SqlCommand cmd = new SqlCommand(); 
       SqlTransaction trn = null; 
       // Start a local transaction 
       trn = conn.BeginTransaction(); 
       cmd.Connection = conn; 
       cmd.Transaction = trn; 
       try 
       { 
cmd.CommandText = sqlst; 
                                
       //ExecuteScalar 
       //Ejecuta la consulta y devuelve la primera columna de la primera fila 
       //del conjunto de resultados devuelto por la consulta. Las demás columnas 
       //o filas no se tienen en cuenta. 
 
             ident = Convert.ToInt32(cmd.ExecuteScalar()); 
             idParent = ident; 
             id_temaPrincipal = idParent; 
             idTemaAPartir = 0; 
             trn.Commit(); 
       } 
       catch (Exception ex) 
       { 
         trn.Rollback(); 
Response.Write(sqlst); 
Response.Write(ex); 
Response.End(); 
       } 
       finally 
       { 
              conn.Close(); 
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       } 
} 
if (mynode.Attributes.Count > 0) 
{ 
XmlAttribute attr = null; 
foreach (XmlAttribute attr_loopVariable in mynode.Attributes) 
       { 
attr = attr_loopVariable; 
if (attr.Name == "isvisible") 
{ 
                if (attr.Value == "true") 
                      showTema = 1; 
                if (attr.Value == "false") 
                       showTema = 0; 
         } 
if (attr.Name == "identifierref") 
              { 
tipoTema = 7; //contenidos scorm 
NRes = NRess.SelectSingleNode ("self::*/child: 
:*[@identifier='" + attr.Value + "']"); 
                  if ((NRes != null)) 
                     { 
tieneResource = true; 
fileName = null; 
                                        
///<summary> 
///17/10/2012  
/// The href attribute shall be a characterstring that represents the URL (as 
defined in IETF RFC 3986 ‐  
/// * Uniform Resource Identifiers (URI): Generic Syntax) for the resource. ADL 
NOTE:  The href attribute  
/// * is affected by the xml:base attribute if provided. 
/// *  
/// * REQ_30.7.3.3.2 The href attribute’s value shall not contain any backward 
slashes (“\”).  
/// * ADL NOTE:  If a backward slash is needed, then the value shall be properly  
///  encoded. CR‐3‐12 SCORM ® 2004 3rd Edition Conformance Requirements (CR) 
Version 1.0  
/// * © 2006 Advanced Distributed Learning.  All Rights Reserved.  
/// * REQ ID  Requirement  
///* REQ_30.7.3.3.3 The href attribute’s value shall not begin with a leading 
slash (“/”).  
///</summary> 
if (XmlBase(NRes)) 
{ 
fileName = NRes.Attributes["xml:base"].Value + 
NRes.Attributes["href"].Value; 
} 
else 
{ 
fileName =NRes.Attributes["href"].Value; 
}   
}       
} 
if (attr.Name == "parameters") 
{ 
fileName += attr.Value; 
} 
} 
     } 
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if (mynode.Name == "item") 
{ 
ImsManifestClass.Sequencing HasSequence = new 
ImsManifestClass.Sequencing(); 
       if (this.partoDeUnTema == false) 
       { 
          fichAux = id_temaPrincipal + "/" + fileName; 
} 
       else 
       { 
              fichAux = ConstruirPath(this.partoDeIdTema); 
fichAux = fichAux + dirDonde + this.partoDeIdTema + "/" + 
id_temaPrincipal + "/" + fileName; 
} 
      if (mynode.FirstChild.FirstChild.Value != null) 
nombreTema = mynode.FirstChild.FirstChild.Value; 
fichAux = "/" + fichAux; 
fichAux = fichAux.Replace("'", "´"); 
         fichAux = fichAux.Replace("%20", " "); 
if (temaRoot == 0) 
       { 
temaRoot = id_temaPrincipal; 
} 
sqlst = "INSERT INTO t_temas (tema, temaRoot, tipoTema, fechaTema, ownerTema, 
fileName, hasDates, numPregs, maxTries, timeTema, "; 
sqlst = sqlst + " id_parent, ordenTema, id_space, id_grupo, seguiTema, showTema, 
modoTema) "; 
sqlst = sqlst + "VALUES ("; 
sqlst = sqlst + "'" + nombreTema + "', "; 
sqlst = sqlst + "'" + temaRoot + "', "; 
sqlst = sqlst + tipoTema + ", "; 
sqlst = sqlst + "'" + DateTime.Now + "', "; 
sqlst = sqlst + "'" + MiSesion.id_usuario + "', "; 
sqlst = sqlst + "'" + fichAux + "', "; 
sqlst = sqlst + "1, "; 
sqlst = sqlst + "1, "; 
sqlst = sqlst + "1, "; 
sqlst = sqlst + "1, "; 
sqlst = sqlst + idParent + ", "; 
sqlst = sqlst + ordenTema + ", "; 
sqlst = sqlst + MiSesion.id_space + ", "; 
sqlst = sqlst + MiSesion.id_grupo + ", "; 
sqlst = sqlst + "1, "; 
sqlst = sqlst + "'" + showTema + "', "; 
sqlst = sqlst + "'2' "; 
sqlst = sqlst + ")"; 
sqlst = sqlst + "; SELECT SCOPE_IDENTITY()"; 
string sqlstChivato = "Insert into t_chivatos(chivato) values('Creo sentencia 
SQL: " + sqlst.Replace("'", "''") + "')"; 
dba.ExecNQ(sqlstChivato);//chivato 
SqlConnection conn = new SqlConnection(MiSesion.DBConnStr); 
conn.Open(); 
SqlCommand cmd = new SqlCommand(); 
SqlTransaction trn = null; 
bool ok = false; 
// Start a local transaction 
trn = conn.BeginTransaction(); 
cmd.Connection = conn; 
cmd.Transaction = trn; 
 
try 
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{ 
cmd.CommandText = sqlst; 
     id_parent = Convert.ToInt32(cmd.ExecuteScalar()); 
    idTemaAPartir = 0; 
       trn.Commit(); 
       ok = true; 
} 
catch (Exception ex) 
{ 
rdr.Close(); 
trn.Rollback(); 
Response.Write(sqlst); 
Response.Write(ex); 
Response.End(); 
} 
finally 
{ 
conn.Close(); 
//Es necesario comprobar si tiene resource ya que si no es así le 
estaremos pasando por parametro un nodo Null y saltará una excepción.  
if(tieneResource) 
CreateSco(mynode, NRes); 
//Una vez el SCO se ha creado busco si tiene Sequencing 
//Localizo el idSCO 
sqlst = "SELECT * FROM t_sco ORDER BY id_tema DESC"; 
idSCO = Convert.ToInt32(dba.ExecScalar(sqlst)); 
XmlNode itemSequencing = ItemSequencing(mynode); 
if (itemSequencing != null) 
{ 
HasSequence.BuscarElementos(itemSequencing); 
} 
if (ok) 
if(tieneResource) 
{ 
TratarResource(NRes, NRess, id_temaPrincipal, temaPrincipal, 
id_parent); 
//Si no existe el fichero índice del resource lo añade 
AddFile(fileName, id_temaPrincipal, temaPrincipal); 
} 
 
} 
ordenTema = ordenTema + 1; 
} 
} 
//Response.Write("<br>"); 
if (mynode.HasChildNodes) 
{ 
if (mynode.Name == "item") 
id_level = id_level + 1; 
Response.Write("<div align='left' style='margin‐left:20px;' >"); 
LeeChilds(mynode, NRess, id_parent); 
} 
Response.Write("</div>"); 
} 
} 
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/// <summary> 
/// Recoge los SCO que va leiendo del manifest para colocarlos en la tabla t_sco 
/// </summary> 
/// <param name="node"></param> 
/// <param name="nRes"></param> 
private void CreateSco (XmlNode node, XmlNode nRes) 
{ 
DBAcceso dba = new DBAcceso(); 
XmlNode scoNode = null; 
string identifier = null; 
string launch = null; 
string scormType = null; 
string title = null; 
string sqlst = null; 
string parent = null; 
if (node.ParentNode != null) 
if (node.ParentNode.Attributes != null)  
     parent = node.ParentNode.Attributes["identifier"].Value; 
            //Consigo el idtema 
            sqlst = "SELECT * FROM t_temas ORDER BY id_tema DESC"; 
            int idtema = Convert.ToInt32(dba.ExecScalar(sqlst)); 
 
            if (node.Attributes != null)  
                identifier = node.Attributes["identifier"].Value; 
 
            if (node.FirstChild.Name == "title") 
                title = node.FirstChild.FirstChild.Value; 
            if (ScormType(nRes)) 
                if (nRes.Attributes != null)  
                    scormType = nRes.Attributes["adlcp:scormType"].Value; 
 
            if (nRes.Attributes != null)  
                launch = nRes.Attributes["href"].Value; 
 
            sqlst = "INSERT INTO t_sco (id_tema, parent, identifier, launch, 
scormtype, title)"; 
            sqlst = sqlst + " VALUES ('" + idtema + "', "; 
            sqlst = sqlst + "'" + parent + "', "; 
            sqlst = sqlst + "'" + identifier + "', "; 
            sqlst = sqlst + "'" + launch + "', "; 
            sqlst = sqlst + "'" + scormType + "', "; 
            sqlst = sqlst + "'" + title + "')"; 
 
            dba.ExecNQ(sqlst); 
        } 
/// <summary> 
/// busca si el nodo tiene sequencia. 
/// </summary> 
/// <param name="node"></param> 
/// <returns></returns> 
private static XmlNode ItemSequencing(XmlNode node) 
{ 
            foreach (XmlNode nodeLoopVariable in node.ChildNodes) 
            { 
                if (nodeLoopVariable.Name.Equals("imsss:sequencing")) 
                { 
                    return nodeLoopVariable; 
                     
                } 
            } 
            return node = null; 
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} 
 
 
 
 
 
/// <summary> 
/// Busca si el nodo tiene objetivos 
/// </summary> 
/// <param name="node"></param> 
/// <returns></returns> 
private static XmlNode ItemObjectives(XmlNode node) 
{ 
            foreach (XmlNode nodeLoopVariable in node.ChildNodes) 
            { 
               if (nodeLoopVariable.Name.Equals("imsss:objectives")) 
                    return nodeLoopVariable; 
            } 
            return node = null; 
} 
 
/// <summary> 
/// Añade los fichero a la carpeta  
/// </summary> 
/// <param name="pathManifest"></param> 
/// <param name="id_tema"></param> 
/// <param name="tema"></param> 
private void AddFile(string pathManifest, int id_tema, string tema) 
{ 
//path contendrá lo que he leido del manifest, por ej: resources/resource1/pp.htm 
//aquí se irá creando la estructura de directorios (si no existen ya) resources, 
resource1, etc. 
string pathTotal = null; 
string pathTemp = null; 
if (this.partoDeUnTema == false) 
{ 
            pathTotal = MiSesion.dtosDir + "\\dcs\\" + id_tema + "\\" + 
pathManifest; 
 
       } 
       else 
       { 
            pathTotal = this.ConstruirPath(this.partoDeIdTema); 
            pathTotal = MiSesion.dtosDir + "\\dcs\\" + pathTotal + 
this.partoDeIdTema + "\\" + id_tema + "\\" + pathManifest; 
            pathTotal = SplitFileName(pathTotal); 
 
       } 
       pathTemp = MiSesion.dtosDir + "\\dcs\\temp\\" + pathManifest; 
       pathTemp = SplitFileName(pathTemp); 
       //createDirectory crea la estructura de directorios y subdirectorios del 
path argumento 
pathTotal = pathTotal.Replace("%20", " "); 
Directory.CreateDirectory(Path.GetDirectoryName(pathTotal)); 
pathTemp = pathTemp.Replace("'", "´"); 
pathTotal = pathTotal.Replace("'", "´"); 
pathTemp = pathTemp.Replace("%20", " "); 
//Ahora debo copiar el fichero pathTotal de temp a pathTotal con File.Copy 
por ejemplo 
      //20/09/2006 Pero antes debo comprobar que el fichero origen existe, porque 
puede ser que en el xml 
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      //aparezca el nombre del fichero pero no exista físicamente (por algún 
error) 
       if (System.IO.File.Exists(pathTemp)) 
       { 
            if (!System.IO.File.Exists(pathTotal)) 
                { 
                    System.IO.File.Copy(pathTemp, pathTotal); 
                } 
            } 
            else 
            { 
                //Muestra error de fichero no encontrado  
                Response.Write("<tr><td class=mensajeAviso>pahtManifest: " + 
pathManifest + "</td></tr>"); 
                Response.Write("<tr><td class=mensajeAviso>pathTemp: " + pathTemp 
+ "</td></tr>"); 
                Response.Write("<tr><td class=mensajeAviso>pathTotal: " + 
pathTotal + "</td></tr>"); 
                Response.Write("<tr><td class=mensajeAviso>" + 
Resources.frases.txt_fichero_subir_No_existe + pathTemp + " ..."); 
            } 
} 
 
 
/// <summary> 
/// La función devuelve true en caso de encontrar el parametro xml:base. 
///  
/// </summary> 
/// <param name="node"></param> 
/// <returns></returns> 
private bool XmlBase(XmlNode node) 
{ 
            if (node.Attributes.Count > 0) 
            { 
                foreach (XmlAttribute att in node.Attributes) 
                { 
                    if (att.Name.Equals("xml:base"))  
                        return true; 
                } 
            } 
            return false; 
} 
private bool ScormType(XmlNode node) 
{ 
            if (node.Attributes != null && node.Attributes.Count > 0) 
            { 
                foreach (XmlAttribute att in node.Attributes) 
                { 
                    if (att.Name.Equals("adlcp:scormType")) 
                        return true; 
                } 
            } 
            return false; 
} 
/// <summary> 
/// Función que devuelve true en caso de localizar el parámetro identifier.  
/// </summary> 
/// <param name="node"></param> 
/// <returns></returns> 
private bool ItemIdentifier(XmlNode node) 
{ 
if (node.Attributes != null && node.Attributes.Count > 0) 
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            { 
                foreach (XmlAttribute att in node.Attributes) 
                    if (att.Name.Equals("identifier")) return true; 
            } 
            return false; 
 
} 
/// <summary> 
/// Descomprime el fichero. 
/// </summary> 
/// <param name="zipFileName"></param> 
/// <param name="destPath"></param> 
private void Extract3(string zipFileName, string destPath) 
{ 
            FastZip fZip = new FastZip(); 
            fZip.ExtractZip(zipFileName, destPath, null); 
} 
private bool CheckVersionSCORM(XmlNode NMetadata) 
{ 
XmlNode mynode = null; 
string version = null; 
const string versionSupport0 = "1.2"; 
const string versionSupport1 = "CAM 1.3"; 
const string versionSupport2 = "2004 3rd Edition"; 
const string versionSupport3 = "2004 4th Edition"; 
bool resultado = false; 
foreach (XmlNode mynode_loopVariable in NMetadata.ChildNodes) 
{ 
                mynode = mynode_loopVariable; 
                if (mynode.NodeType == XmlNodeType.Element) 
                { 
                    if (mynode.Name == "schemaversion") 
                    { 
                        version = mynode.FirstChild.Value; 
                        if (version.IndexOf(versionSupport0) >= 0 || 
                            version.IndexOf(versionSupport1) >= 0 || 
                            version.IndexOf(versionSupport2) >= 0 || 
                            version.IndexOf(versionSupport3) >= 0) 
                        { 
                            resultado = true; 
                         } 
                } 
            } 
       } 
return resultado; 
} 
 
/// <summary> 
/// Separa el nombre del fichero html de los querystrings que le siguen 
///No se tenían en cuenta los “query string”. Un query string es la parte de una 
///URL  que  contiene  los  datos  que  deben  pasar  a  aplicaciones  web  como  los 
///programas  CGI.  Normalmente,  están  compuestos  por  un  nombre  y  un  valor 
///separados por el signo igual. Un ejemplo sería: 
///http://www.sitiodeejemplo.net/pagina.php?nombredevalor1=valor1&nombredevalor2=
///valor2 
///Esto genera un error cuando importamos un curso al LMS, ya que no encuentra la 
///ruta de origen del fichero.  
/// </summary> 
/// <param name="fileName"></param> 
/// <returns></returns> 
private string SplitFileName(string fileName) 
{ 
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int position = 0; 
position = fileName.LastIndexOf('?'); 
if (position > 0) 
{ 
                string splitFileName = fileName.Remove(position); 
                return splitFileName; 
       } 
       else 
       { 
return fileName; 
} 
             
} 
 
Clase SCOItem.cs 
 
/// <summary> 
/// The sco item. 
/// </summary> 
public class ScoItem 
{ 
        //Attributes 
        public string Identifier { get; set; } 
        public string Identifierref { get; set; } 
        public string Isvisible { get; set; } 
        public string Parameters { get; set; } 
         
        //Elements 
        public string Title { get; set; } 
        public bool Timelimitaction { get; set; } 
        public bool Datafromlms { get; set; } 
        public bool CompletionThreshold { get; set; } 
        public bool Sequencing { get; set; } 
        public bool Presentation { get; set; } 
        public bool Data { get; set; } 
 
        //Values hideLMSUI Presentation 
 
        public string HideLMSUI { get; set; } 
 
        //Métodos 
 
        public void BuscarElementos(XmlNode node) 
        { 
            if(node.Attributes != null && node.Attributes.Count>0) 
                foreach (XmlAttribute att in node.Attributes) 
                { 
                    switch(att.Name) 
                    { 
                        case "identifier": 
                            Identifier = att.Value; 
                            break; 
                        case "identifierref": 
                            Identifierref = att.Value; 
                            break; 
                        case "isvisible": 
                            Isvisible = att.Value; 
                            break; 
                        case "parameters": 
                            Parameters = att.Value; 
                            break; 
 
Desarrollo e integración en fraktalis de un sistema de gestión de cursos 
SCORM  destinado a la formación en el mundo marítimo 
104 
 
                    } 
                } 
 
            foreach (XmlNode nodeLoopVariable in node.ChildNodes) 
                switch (nodeLoopVariable.Name) 
                { 
                    case "title": 
                        Title = nodeLoopVariable.FirstChild.Value; 
                        break; 
                    case "timeLimitAction": 
                        Timelimitaction = true; 
                        break; 
                    case "adlcp:dataFromLMS": 
                        Datafromlms = true; 
                        break; 
                    case "imsss:sequencing": 
                        Sequencing = true; 
                        break; 
                    case "adlcp:completionThreshold": 
                        CompletionThreshold = true; 
                        break; 
                    case "adlnav:presentation": 
                        Presentation = true; 
                        SetAdlnavPresentation(nodeLoopVariable); 
                        break; 
                    case "adlcp:data": 
                        Data = true; 
                        break; 
                } 
 
        } 
        public void SetAdlnavPresentation(XmlNode node) 
        { 
 
            //<adlnav:presentation> 
            //<adlnav:navigationInterface> 
            //<adlnav:hideLMSUI> 
            //Puede tener el valor de "previous, continue, exit, exitAll, 
abandon, abandonAll, suspendAll 
            string sqlst; 
            DBAcceso dba = new DBAcceso(); 
            XmlNode loopNode = node.FirstChild; 
 
            //Localizo el idSCO 
            sqlst = "SELECT * FROM t_sco ORDER BY id_tema DESC"; 
            int idSCO = Convert.ToInt32(dba.ExecScalar(sqlst)); 
 
            while(loopNode.Name != "adlnav:navigationInterface") 
            { 
                loopNode = loopNode.FirstChild; 
            } 
 
            foreach (XmlNode loopNodeVariable in loopNode) 
            { 
                HideLMSUI = loopNodeVariable.FirstChild.Value; 
 
                //INTRODUCIR EN BASE DE DATOS DE PRESENTACIÓN 
                sqlst = "INSERT INTO t_sco_data (idSCO, name, value)"; 
                sqlst = sqlst + " VALUES ('" + idSCO + "', "; 
                sqlst = sqlst + "'" + "HideLMSUI" + "', "; 
                sqlst = sqlst + "'" + HideLMSUI + "')"; 
                dba.ExecNQ(sqlst); 
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            } 
        } 
 
        //constructor 
 
        public ScoItem() 
        { 
            Identifier = null; 
            Identifierref = null; 
            Isvisible = null; 
            Parameters = null; 
            Title = null; 
            Timelimitaction = false; 
            Datafromlms = false; 
            CompletionThreshold = false; 
            Sequencing = false; 
            Presentation = false; 
            Data = false; 
             
        } 
 
    } 
} 
 
Clase ScoSequencing.cs 
 
namespace its.Areas.ASco.Controllers.ImsManifestClass 
{ 
    public class Sequencing 
    { 
 
        //<imsss:controlMode> 
        //<imsss:sequencingRules> 
        //<imsss:limitConditions> 
        //<imsss:auxiliaryResources> 
        //<imsss:rollupRules> 
        //<imsss:objectives> 
        //<imsss:randomizationControls> 
        //<imsss:deliveryControls> 
        //<adlseq:constrainedChoiceConsiderations> 
        //<adlseq:rollupConsiderations> 
        //<adlseq:objectives> 
 
        #region Atributos 
 
        public int IdSeq { get; set; } 
        public string Sqlst { get; set; } 
        readonly DBAcceso _dba = new DBAcceso(); 
 
        //attributes (no obligatorios) 
        public string Id { get; set; } 
        public string IdRef { get; set; } 
 
        //elements 
        public bool ControlMode { get; set; } 
        public bool SequencingRules { get; set; } 
        public bool LimitConditions { get; set; } 
        public bool AuxiliaryResources { get; set; } 
        public bool RollupRules { get; set; } 
        public bool Objectives { get; set; } 
        public bool RandomizationControls { get; set; } 
        public bool DeliveryControls { get; set; } 
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        public bool ConstrainedChoiceConsiderations { get; set; } 
        public bool RollupConsiderations { get; set; } 
        public bool AdlseqObjectives { get; set; } 
 
        //Attributes <imsss:controlMode> Multiplicity: Occurs 0 or 1 time in the 
<sequencing> element. 
        public bool Choice { get; set; } 
        public bool ChoiceExit { get; set; } 
        public bool Flow { get; set; } 
        public bool ForwardOnly { get; set; } 
        public bool UseCurrentAttemptObjectiveInfo { get; set; } 
        public bool UseCurrentAttemptProgressInfo { get; set; } 
 
        //<imsss:sequencingRules> no tiene atributos 
        
//<imsss:preConditionRule><imsss:exitConditionRule><imsss:postConditionRule> 
Multiplicity: Occurs 0 More times in the <sequencingRules> element. 
        //<ruleConditions><ruleAction> 
 
        public bool RuleConditions { get; set; } 
        public bool RuleAction { get; set; } 
        //Attributes <imsss:ruleConditions> Multiplicity: Occurs 1 and only 1 
time within the <preConditionRule>, <postCond... 
        public string ConditionCombination { get; set; } 
        //Attributes <imsss:ruleCondition> Multiplicity Occurs 1 or More times 
within the <ruleConditions> element. 
        public string ReferencedObjective { get; set; } 
        public decimal MeasureThreshold { get; set; } 
        public string Operator { get; set; } 
        public string Condition { get; set; } 
 
        //Attribute <imsss:ruleAction> Multiplicity: Occurs 1 and only 1 time 
within a <preConditionRule>, 
        public string Action { get; set; } 
 
        //Attributtes <imsss:limitConditions> Occurs 0 or 1 time in the 
<sequencing> element. 
        public int AttemptLimit { get; set; } 
        public DateTime AttemptAbsoluteDurationLimit { get; set; } 
 
        //AuxiliaryResources 
 
        //Rollup Rules Occurs 0 or 1 time in the <sequencing> element. 
 
        //attributes <imsss:rollupRules> tienen como elemento <imsss:rollupRule> 
        public bool RollupObjectiveSatisfied { get; set; } 
        public bool RollupProgressCompletion { get; set; } 
        public decimal ObjectiveMeasureWeight { get; set; } 
 
        //attributes <imsss:rollupRule> puede contener elementos 
<imsss:rollupConditions> y <imsss:rollupAction> Occurs 0 or More times in the 
<rollupRules> element 
        public string ChildActivitySet { get; set; } 
        public int MinimumCount { get; set; } 
        public decimal MinimumPercent { get; set; } 
        public bool RollupConditions { get; set; } 
        public bool RollupAction { get; set; } 
 
        //Attributes <imsss:rollupAction> 1 and only 1 <rolluprule> 
        public string RAction { get; set; } 
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        //Attributes <imsss:rollupConditions> puede contener elementos 
<imsss:rollupCondition> Occurs 1 and only 1 
        public string RConditionCombination { get; set; } 
 
        //Attributes <imsss:rollupCondition> Occurs 1 or More times in the 
<rollupConditions> element. 
        public string RCondition { get; set; } 
        public string ROperator { get; set; } 
 
        //Objectivos 
        //<imsss:objectives> puede contener <imsss:primaryObjective> 
<imsss:objective> 
 
        //Attributes <imsss:primaryObjective> puede contener el elemento 
<imsss:minNormalizedMeasure> 
        public bool PrimaryObjective { get; set; } 
        public bool SatisfiedByMeasure { get; set; } 
 
        //objectiveID es un atributo de primaryObjective y de objective 
        public string ObjectiveId { get; set; } 
         
        //<imsss:minNormalizedMeasure> 
        public decimal MinNormalizedMeasure { get; set; } 
         
        //Attributes <imsss:mapinfo> 
        public string TargetObjectiveid { get; set; } 
        public bool ReadSatisfiedStatus { get; set; } 
        public bool ReadNormalizedMeasure { get; set; } 
        public bool WriteSatisfiedStatus { get; set; } 
        public bool WriteNormalizedMeasure { get; set; } 
 
        //MapInfo Adlseq:objective 
        public bool ReadRawScore { get; set; } 
        public bool ReadMinScore { get; set; } 
        public bool ReadMaxScore { get; set; } 
        public bool ReadCompletionStatus { get; set; } 
        public bool ReadProgressMeasure { get; set; } 
        public bool WriteRawScore { get; set; } 
        public bool WriteMinScore { get; set; } 
        public bool WriteMaxScore { get; set; } 
        public bool WriteCompletionStatus { get; set; } 
        public bool WriteProgressMeasure { get; set; } 
 
        //Attributes <imsss:randomizationControls> 
        public string RandomizationTiming { get; set; } 
        public int SelectCount { get; set; } 
        public bool ReorderChildren { get; set; } 
        public string SelectionTiming { get; set; } 
 
        //Attributes <imsss:deliveryControls> 
        public bool Tracked { get; set; } 
        public bool CompletionSetByContent { get; set; } 
        public bool ObjectiveSetByContent { get; set; } 
 
        //Attributes <adlseq:constrainedChoiceConsiderations> 
        public bool PreventActivation { get; set; } 
        public bool ConstrainChoice { get; set; } 
 
        //Attributes <adlseq:rollupConsiderations> 
        public string RequiredForSatisfied { get; set; } 
        public string RequiredForNotSatisfied { get; set; } 
        public string RequiredForCompleted { get; set; } 
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        public string RequiredForIncomplete { get; set; } 
        public string MeasureSatisfactionIfActive { get; set; } 
    #endregion 
 
        #region Métodos de la clase 
         
        public void BuscarElementos(XmlNode node) 
        { 
 
            if (node.Attributes != null && node.Attributes.Count > 0) 
                foreach (XmlAttribute att in node.Attributes) 
                { 
                    switch (att.Name) 
                    { 
                        case "ID": 
                            Id = att.Value; 
                            break; 
                        case "IDRef": 
                            IdRef = att.Value; 
                            break; 
                    } 
                } 
 
            #region Insert BBDD 
            //Crear entrada en la tabla t_scorm_sequencing 
 
            //Localizo el idSCO 
            Sqlst = "SELECT * FROM t_sco ORDER BY id DESC"; 
            int idSco = Convert.ToInt32(_dba.ExecScalar(Sqlst)); 
 
            Sqlst = "INSERT INTO t_scorm_sequencing (idSCO, ID, IDRef)"; 
            Sqlst = Sqlst + " VALUES ('" + idSco + "', "; 
            Sqlst = Sqlst + "'" + Id + "', "; 
            Sqlst = Sqlst + "'" + IdRef + "')"; 
            _dba.ExecNQ(Sqlst); 
 
            Sqlst = "SELECT * FROM t_scorm_sequencing ORDER BY idSeq DESC"; 
            IdSeq = Convert.ToInt32(_dba.ExecScalar(Sqlst)); 
            #endregion 
 
            foreach (XmlNode nodeLoopVariable in node.ChildNodes) 
                switch (nodeLoopVariable.Name) 
                { 
                    case "imsss:controlmode": 
                        ControlMode = true; 
                        SetControlMode(nodeLoopVariable); 
                        break; 
                    case "imsss:sequencingRules": 
                        SequencingRules = true; 
                        SetSequencingRules(nodeLoopVariable); 
                        break; 
                    case "imsss:limitconditions": 
                        LimitConditions = true; 
                        SetLimitConditions(nodeLoopVariable); 
                        break; 
                    case "imsss:auxiliaryresources": 
                        AuxiliaryResources = true; 
                        SetAuxiliaryResources(nodeLoopVariable); 
                        break; 
                    case "imsss:rollupRules": 
                        RollupRules = true; 
                        SetRollupRules(nodeLoopVariable); 
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                        break; 
                    case "imsss:objectives": 
                        Objectives = true; 
                        SetObjectives(nodeLoopVariable); 
                        break; 
                    case "imsss:deliveryControls": 
                        DeliveryControls = true; 
                        SetDeliveryControls(nodeLoopVariable); 
                        break; 
                    case "adlseq:constrainedChoiceConsiderations": 
                        ConstrainedChoiceConsiderations = true; 
                        SetConstrainedChoiceConsiderations(nodeLoopVariable); 
                        break; 
                    case "adlseq:rollupConsiderations": 
                        RollupConsiderations = true; 
                        SetRollupConsiderations(nodeLoopVariable); 
                        break; 
                    case "adlseq:objectives": 
                        AdlseqObjectives = true; 
                        SetAdlseqObjective(nodeLoopVariable); 
                        break; 
                } 
 
        } 
 
        public void SetControlMode(XmlNode node) 
        { 
            if (node.Attributes != null && node.Attributes.Count > 0) 
                foreach (XmlAttribute att in node.Attributes) 
                { 
                    switch (att.Name) 
                    { 
                        case "choice": 
                            Choice = Convert.ToBoolean(att.Value); 
                            break; 
                        case "choiceExit": 
                            ChoiceExit = Convert.ToBoolean(att.Value); 
                            break; 
                        case "flow": 
                            Flow = Convert.ToBoolean(att.Value); 
                            break; 
                        case "forwardOnly": 
                            ForwardOnly = Convert.ToBoolean(att.Value); 
                            break; 
                        case "useCurrentAttemptObjectiveInfo": 
                            UseCurrentAttemptObjectiveInfo = 
Convert.ToBoolean(att.Value); 
                            break; 
                        case "useCurrentAttemptProgressInfo": 
                            UseCurrentAttemptProgressInfo = 
Convert.ToBoolean(att.Value); 
                            break; 
                    } 
                } 
 
            #region Insert BBDD 
            Sqlst = "INSERT INTO t_scorm_seq_ctrl (idSeq, choice, choiceExit, 
flow, forwardOnly, useCurrentAttemptObjectiveInfo, 
useCurrentAttemptProgressInfo)"; 
            Sqlst = Sqlst + " VALUES ('" + IdSeq + "', "; 
            Sqlst = Sqlst + "'" + Choice + "', "; 
            Sqlst = Sqlst + "'" + ChoiceExit + "', "; 
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            Sqlst = Sqlst + "'" + Flow + "', "; 
            Sqlst = Sqlst + "'" + ForwardOnly + "', "; 
            Sqlst = Sqlst + "'" + UseCurrentAttemptObjectiveInfo + "', "; 
            Sqlst = Sqlst + "'" + UseCurrentAttemptProgressInfo + "')"; 
            _dba.ExecNQ(Sqlst); 
            #endregion 
        } 
        
        public void SetSequencingRules(XmlNode node) 
        { 
             
            int idSeqRules = 0; 
             
 
            foreach (XmlNode nodeLoopVariable in node.ChildNodes) 
                switch (nodeLoopVariable.Name) 
                { 
                    case "imsss:preConditionRule": 
                        #region Insert INTO t_scorm_seq_rules 
                        Sqlst = "INSERT INTO t_scorm_seq_rules (idSeq, type)"; 
                        Sqlst = Sqlst + " VALUES ('" + IdSeq + "', "; 
                        Sqlst = Sqlst + "'" + nodeLoopVariable.Name + "')"; 
                        _dba.ExecNQ(Sqlst); 
                        #endregion 
                        SetSequencingRulesCondition(nodeLoopVariable); 
                        break; 
                    case "imsss:exitConditionRule": 
                        #region Insert INTO t_scorm_seq_rules 
                        Sqlst = "INSERT INTO t_scorm_seq_rules (idSeq, type)"; 
                        Sqlst = Sqlst + " VALUES ('" + IdSeq + "', "; 
                        Sqlst = Sqlst + "'" + nodeLoopVariable.Name + "')"; 
                        _dba.ExecNQ(Sqlst); 
                        #endregion 
                        SetSequencingRulesCondition(nodeLoopVariable); 
                        break; 
                    case "imsss:postConditionRule": 
                        #region Insert INTO t_scorm_seq_rules 
                        Sqlst = "INSERT INTO t_scorm_seq_rules (idSeq, type)"; 
                        Sqlst = Sqlst + " VALUES ('" + IdSeq + "', "; 
                        Sqlst = Sqlst + "'" + nodeLoopVariable.Name + "')"; 
                        _dba.ExecNQ(Sqlst); 
                        #endregion 
                        SetSequencingRulesCondition(nodeLoopVariable); 
                        break; 
                } 
 
        } 
 
        public void SetSequencingRulesCondition(XmlNode node) 
        { 
 
            Sqlst = "SELECT * FROM t_scorm_seq_rules ORDER BY id DESC"; 
            int idSeqRules = Convert.ToInt32(_dba.ExecScalar(Sqlst)); 
 
            foreach (XmlNode nodeLoopVariable in node.ChildNodes) 
            { 
                switch (nodeLoopVariable.Name) 
                { 
                    case "imsss:ruleConditions": 
                        if (nodeLoopVariable.Attributes != null && 
nodeLoopVariable.Attributes.Count > 0) 
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                            ConditionCombination = 
nodeLoopVariable.Attributes["conditionCombination"].Value; 
                        foreach (XmlNode nodeChildLoopVariable in 
nodeLoopVariable.ChildNodes) 
                        { 
                            if (nodeChildLoopVariable.Attributes != null && 
nodeChildLoopVariable.Attributes.Count > 0) 
                                foreach (XmlAttribute att in 
nodeChildLoopVariable.Attributes) 
                                { 
                                    switch (att.Name) 
                                    { 
                                        case "referencedObjective": 
                                            ReferencedObjective = att.Value; 
                                            break; 
                                        case "measureThreshold": 
                                            MeasureThreshold = 
Convert.ToDecimal(att.Value); 
                                            break; 
                                        case "operator": 
                                            Operator = att.Value; 
                                            break; 
                                        case "condition": 
                                            Condition = att.Value; 
                                            break; 
                                    } 
                                    #region Insert INTO t_scorm_seq_rules 
                                    Sqlst = "INSERT INTO t_scorm_seq_rules_cond 
(idSeqRules, referencedObjective, measureThreshold, operator, condition)"; 
                                    Sqlst = Sqlst + " VALUES ('" + idSeqRules + 
"', "; 
                                    Sqlst = Sqlst + "'" + ReferencedObjective + 
"', "; 
                                    Sqlst = Sqlst + "'" + MeasureThreshold + "', 
"; 
                                    Sqlst = Sqlst + "'" + Operator + "', "; 
                                    Sqlst = Sqlst + "'" + Condition + "')"; 
                                    _dba.ExecNQ(Sqlst); 
                                    #endregion 
                                } 
                        } 
                        break; 
 
                    case "imsss:ruleAction": 
                        if (nodeLoopVariable.Attributes != null && 
nodeLoopVariable.Attributes.Count > 0) 
                        Action = nodeLoopVariable.Attributes["action"].Value; 
                        break; 
                     
                } 
 
            } 
            #region UPDATE t_scorm_seq_rules 
            Sqlst = "UPDATE t_scorm_seq_rules SET "; 
            Sqlst = Sqlst + " idSeq = '" + IdSeq + "', "; 
            Sqlst = Sqlst + " ruleConditions = '" + RuleConditions + "', "; 
            Sqlst = Sqlst + " conditionCombination = '" + ConditionCombination + 
"', "; 
            Sqlst = Sqlst + " ruleAction = '" + RuleAction + "', "; 
            Sqlst = Sqlst + " action = '" + Action + "' "; 
            Sqlst = Sqlst + " WHERE id = " + idSeqRules; 
            _dba.ExecNQ(Sqlst); 
Desarrollo e integración en fraktalis de un sistema de gestión de cursos 
SCORM  destinado a la formación en el mundo marítimo 
112 
 
            #endregion 
        } 
 
        public void SetLimitConditions(XmlNode node) 
        { 
                if (node.Attributes != null && node.Attributes.Count > 0) 
                foreach (XmlAttribute att in node.Attributes) 
                { 
                    switch (att.Name) 
                    { 
                        case "attemptLimit": 
                            AttemptLimit = Convert.ToInt32(att.Value); 
                            break; 
                        case "attemptAbsoluteDurationLimit": 
                            AttemptAbsoluteDurationLimit = 
Convert.ToDateTime(att.Value); 
                            break; 
                    } 
                } 
                #region Insert INTO t_scorm_seq_limitCond 
                Sqlst = "INSERT INTO t_scorm_seq_limitCond (idSeq, attemptLimit, 
attemptAbsoluteDurationLimit)"; 
                Sqlst = Sqlst + " VALUES ('" + IdSeq + "', "; 
                Sqlst = Sqlst + "'" + AttemptLimit + "', "; 
                Sqlst = Sqlst + "'" + AttemptAbsoluteDurationLimit + "')"; 
                _dba.ExecNQ(Sqlst); 
                #endregion 
 
 
        } 
 
        public void SetAuxiliaryResources(XmlNode node) 
        { 
      
        } 
 
        public void SetRollupRules(XmlNode node) 
        { 
            if (node.Attributes != null && node.Attributes.Count > 0) 
                foreach (XmlAttribute att in node.Attributes) 
                { 
                    switch (att.Name) 
                    { 
                        case "rollupObjectiveSatisfied": 
                            RollupObjectiveSatisfied = 
Convert.ToBoolean(att.Value); 
                            break; 
                        case "rollupProgressCompletion": 
                            RollupProgressCompletion = 
Convert.ToBoolean(att.Value); 
                            break; 
                        case "objectiveMeasureWeight": 
                            ObjectiveMeasureWeight = 
Convert.ToDecimal(att.Value); 
                            break; 
                    } 
                } 
 
            #region Insert INTO t_scorm_seq_rollupRules 
            Sqlst = "INSERT INTO t_scorm_seq_rollupRules (idSeq, 
rollupObjectiveSatisfied, rollupProgressCompletion, objectiveMeasureWeight)"; 
            Sqlst = Sqlst + " VALUES ('" + IdSeq + "', "; 
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            Sqlst = Sqlst + "'" + RollupObjectiveSatisfied + "', "; 
            Sqlst = Sqlst + "'" + RollupProgressCompletion + "', "; 
            Sqlst = Sqlst + "'" + ObjectiveMeasureWeight + "')"; 
            _dba.ExecNQ(Sqlst); 
            #endregion 
 
            Sqlst = "SELECT * FROM t_scorm_seq_rollupRules ORDER BY id DESC"; 
            int idRollupRules = Convert.ToInt32(_dba.ExecScalar(Sqlst)); 
 
            foreach (XmlNode nodeLoopVariable in node.ChildNodes) 
            { 
                if (nodeLoopVariable.Attributes != null && 
nodeLoopVariable.Attributes.Count > 0) 
                    foreach (XmlAttribute att in nodeLoopVariable.Attributes) 
                    { 
                        switch (att.Name) 
                        { 
                            case "childActivitySet": 
                                ChildActivitySet = att.Value; 
                                break; 
                            case "minimumCount": 
                                MinimumCount = Convert.ToInt32(att.Value); 
                                break; 
                            case "minimumPercent": 
                                MinimumPercent = Convert.ToDecimal(att.Value); 
                                break; 
                        } 
                    } 
 
                #region Insert INTO t_scorm_seq_rollupRule 
                Sqlst = "INSERT INTO t_scorm_seq_rollupRule (idRollupRules, 
childActivitySet, minimumCount, minimumPercent)"; 
                Sqlst = Sqlst + " VALUES ('" + idRollupRules + "', "; 
                Sqlst = Sqlst + "'" + ChildActivitySet + "', "; 
                Sqlst = Sqlst + "'" + MinimumCount + "', "; 
                Sqlst = Sqlst + "'" + MinimumPercent + "')"; 
                _dba.ExecNQ(Sqlst); 
 
                Sqlst = "SELECT * FROM t_scorm_seq_rollupRule ORDER BY id DESC"; 
                int idRollupRule = Convert.ToInt32(_dba.ExecScalar(Sqlst)); 
                #endregion 
                foreach (XmlNode nodeChildLoopVariable in nodeLoopVariable) 
                { 
                    switch (nodeChildLoopVariable.Name) 
                    { 
                        case "imsss:rollupConditions": 
                            if (nodeChildLoopVariable.Attributes != null && 
nodeChildLoopVariable.Attributes.Count > 0) 
                                ConditionCombination = 
nodeChildLoopVariable.Attributes["conditionCombination"].Value; 
                                SetRollupCondition(nodeChildLoopVariable); 
                            break; 
                        case "imsss:rollupAction": 
                            if (nodeChildLoopVariable.Attributes != null) 
                                Action = 
nodeChildLoopVariable.Attributes["action"].Value; 
                            break; 
                    } 
                     
                } 
                #region UPDATE t_scorm_seq_rollupRule 
                Sqlst = "UPDATE t_scorm_seq_rollupRule SET "; 
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                Sqlst = Sqlst + " idRollupRules = '" + idRollupRules + "', "; 
                Sqlst = Sqlst + " childActivitySet = '" + ChildActivitySet + "', 
"; 
                Sqlst = Sqlst + " minimumCount = '" + MinimumCount + "', "; 
                Sqlst = Sqlst + " minimumPercent = '" + MinimumPercent + "', "; 
                Sqlst = Sqlst + " rollupConditions = '" + RollupConditions + "', 
"; 
                Sqlst = Sqlst + " conditionCombination = '" + 
ConditionCombination + "', "; 
                Sqlst = Sqlst + " rollupAction = '" + RollupAction + "', "; 
                Sqlst = Sqlst + " action = '" + Action + "' "; 
                Sqlst = Sqlst + " WHERE id = " + idRollupRule; 
                _dba.ExecNQ(Sqlst); 
                #endregion      
            }   
        } 
 
        public void SetRollupCondition(XmlNode node) 
        { 
            Sqlst = "SELECT * FROM t_scorm_seq_rollupRule ORDER BY id DESC"; 
            int idRollupRule = Convert.ToInt32(_dba.ExecScalar(Sqlst)); 
 
            foreach (XmlNode nodeLoopVariable in node) 
            { 
                if (nodeLoopVariable.Attributes != null && 
nodeLoopVariable.Attributes.Count > 0) 
                    foreach (XmlAttribute att in nodeLoopVariable.Attributes) 
                    { 
                        switch (att.Name) 
                        { 
                            case "operator": 
                                Operator = att.Value; 
                                break; 
                            case "condition": 
                                Condition = att.Value; 
                                break; 
                        } 
                    } 
                #region Insert INTO t_scorm_seq_rollupCond 
                Sqlst = "INSERT INTO t_scorm_seq_rollupCond (idRollupRule, 
operator, condition)"; 
                Sqlst = Sqlst + " VALUES ('" + idRollupRule + "', "; 
                Sqlst = Sqlst + "'" + Operator + "', "; 
                Sqlst = Sqlst + "'" + Condition + "')"; 
                _dba.ExecNQ(Sqlst); 
                #endregion    
            } 
        } 
 
        public void SetObjectives(XmlNode node) 
        { 
            int objectiveId = 0; 
             
            SqlDataReader rdr = null; 
 
            foreach (XmlNode nodeLoopVariable in node.ChildNodes) 
            { 
                #region recorrido nodos primaryObjective 
                if (nodeLoopVariable.Name == "imsss:primaryObjective") 
                { 
                    PrimaryObjective = true; 
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                    if (nodeLoopVariable.Attributes != null && 
nodeLoopVariable.Attributes.Count > 0) 
                    { 
                        foreach (XmlAttribute attLoopVariable in 
nodeLoopVariable.Attributes) 
                        { 
                            if (attLoopVariable.Name == "objectiveID") 
                            { 
                                ObjectiveId = attLoopVariable.Value; 
                            } 
                            if (attLoopVariable.Name == "satisfiedByMeasure") 
                            { 
                                SatisfiedByMeasure = 
Convert.ToBoolean(attLoopVariable.Value); 
                            } 
                        } 
                    } 
                    if (nodeLoopVariable.HasChildNodes) 
                    { 
                        if (nodeLoopVariable.FirstChild.Name == 
"imsss:minNormalizedMeasure") 
                        { 
                            MinNormalizedMeasure = 
Convert.ToDecimal(nodeLoopVariable.FirstChild.FirstChild.Value); 
                        } 
                        if (nodeLoopVariable.FirstChild.Name == "imsss:mapInfo") 
                        { 
                            if (nodeLoopVariable.FirstChild.Attributes != null) 
                                foreach (XmlAttribute attLoopVariable in 
nodeLoopVariable.FirstChild.Attributes) 
                                { 
                                
                                    switch (attLoopVariable.Name) 
                                    { 
                                        case "targetObjectiveID": 
                                            TargetObjectiveid = 
attLoopVariable.Value; 
                                            break; 
                                        case "readSatisfiedStatus": 
                                            ReadSatisfiedStatus = 
Convert.ToBoolean(attLoopVariable.Value); 
                                            break; 
                                        case "readNormalizedMeasure": 
                                            ReadNormalizedMeasure = 
Convert.ToBoolean(attLoopVariable.Value); 
                                            break; 
                                        case "writeSatisfiedStatus": 
                                            WriteSatisfiedStatus = 
Convert.ToBoolean(attLoopVariable.Value); 
                                            break; 
                                        case "writeNormalizedMeasure": 
                                            WriteNormalizedMeasure = 
Convert.ToBoolean(attLoopVariable.Value); 
                                            break; 
                                    } 
                                } 
                        } 
                        if (node.FirstChild.FirstChild.HasChildNodes) 
                        { 
                            if (nodeLoopVariable.FirstChild.FirstChild.Name == 
"imsss:mapInfo") 
                            { 
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                                if 
(nodeLoopVariable.FirstChild.FirstChild.Attributes != null) 
                                    foreach (XmlAttribute attLoopVariable in 
nodeLoopVariable.FirstChild.FirstChild.Attributes) 
                                    { 
                                        switch (attLoopVariable.Name) 
                                        { 
                                            case "targetObjectiveID": 
                                                TargetObjectiveid= 
attLoopVariable.Value; 
                                                break; 
                                            case "readSatisfiedStatus": 
                                                ReadSatisfiedStatus = 
Convert.ToBoolean(attLoopVariable.Value); 
                                                break; 
                                            case "readNormalizedMeasure": 
                                                ReadNormalizedMeasure = 
Convert.ToBoolean(attLoopVariable.Value); 
                                                break; 
                                            case "writeSatisfiedStatus": 
                                                WriteSatisfiedStatus = 
Convert.ToBoolean(attLoopVariable.Value); 
                                                break; 
                                            case "writeNormalizedMeasure": 
                                                WriteNormalizedMeasure = 
Convert.ToBoolean(attLoopVariable.Value); 
                                                break; 
                                        } 
                                    } 
                            } 
                        } 
                    } 
                } 
                #endregion 
                #region recorrido nodos imsss:objective 
                if (nodeLoopVariable.Name == "imsss:objective") 
                { 
                    MinNormalizedMeasure = 0; 
                    if (nodeLoopVariable.Attributes != null && 
nodeLoopVariable.Attributes.Count > 0) 
                    { 
                        foreach (XmlAttribute attLoopVariable in 
nodeLoopVariable.Attributes) 
                        { 
                            if (attLoopVariable.Name == "objectiveID") 
                            { 
                                ObjectiveId = attLoopVariable.Value; 
 
                            } 
                        } 
                    } 
                    if (nodeLoopVariable.HasChildNodes) 
                    { 
                        if (nodeLoopVariable.FirstChild.Name == "imsss:mapInfo") 
                        { 
                            if (nodeLoopVariable.FirstChild.Attributes != null) 
                                foreach (XmlAttribute attLoopVariable in 
nodeLoopVariable.FirstChild.Attributes) 
                                { 
                                    switch (attLoopVariable.Name) 
                                    { 
                                        case "targetObjectiveID": 
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                                            TargetObjectiveid = 
attLoopVariable.Value; 
                                            break; 
                                        case "readSatisfiedStatus": 
                                            ReadSatisfiedStatus = 
Convert.ToBoolean(attLoopVariable.Value); 
                                            break; 
                                        case "readNormalizedMeasure": 
                                            ReadNormalizedMeasure = 
Convert.ToBoolean(attLoopVariable.Value); 
                                            break; 
                                        case "writeSatisfiedStatus": 
                                            WriteSatisfiedStatus = 
Convert.ToBoolean(attLoopVariable.Value); 
                                            break; 
                                        case "writeNormalizedMeasure": 
                                            WriteNormalizedMeasure = 
Convert.ToBoolean(attLoopVariable.Value); 
                                            break; 
                                    } 
                                } 
                        } 
                    } 
                } 
                #endregion 
                #region conexion con la BBDD 
                //Consigo el idtema 
                string sqlst = "SELECT * FROM t_temas ORDER BY id_tema DESC"; 
                int idTema = Convert.ToInt32(_dba.ExecScalar(sqlst)); 
 
                //Localizo el idSCO 
                sqlst = "SELECT * FROM t_sco ORDER BY id_tema DESC"; 
                int idSco = Convert.ToInt32(_dba.ExecScalar(sqlst)); 
 
                sqlst = "INSERT INTO t_sco_seq_objective (objectiveid, idSCO, 
primaryobj, minnormalizedmeasure, id_tema)"; 
                sqlst = sqlst + " VALUES ('" + ObjectiveId + "', "; 
                sqlst = sqlst + "'" + idSco+ "', "; 
                sqlst = sqlst + "'" + PrimaryObjective + "', "; 
                sqlst = sqlst + "'" + MinNormalizedMeasure + "', "; 
                sqlst = sqlst + "'" + idTema + "')"; 
 
                _dba.ExecNQ(sqlst); 
 
                try 
                { 
                    sqlst = "SELECT * FROM t_sco_seq_objective "; 
                    sqlst = sqlst + " WHERE objectiveid = '" + ObjectiveId + "'"; 
                    sqlst = sqlst + " AND id_tema = '" + idTema + "'"; 
                    rdr = _dba.ExecRdr(sqlst); 
 
                    if (rdr.Read()) 
                    { 
                        objectiveId = Convert.ToInt32(rdr["id"]); 
                    } 
 
                } 
                catch (Exception e) 
                { 
                    Console.WriteLine("{0} Exception caught.", e); 
                } 
                finally 
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                { 
                    if (rdr != null) rdr.Close(); 
                } 
 
                sqlst = "INSERT INTO t_sco_seq_mapinfo (id_tema, idSCO, 
objectiveid, targetobjectiveid, readsatisfiedstatus, readnormalizedmeasure, 
writesatisfiedstatus, writenormalizedmeasure)"; 
                sqlst = sqlst + " VALUES ('" + idTema + "', "; 
                sqlst = sqlst + "'" + idSco + "', "; 
                sqlst = sqlst + "'" + objectiveId + "', "; 
                sqlst = sqlst + "'" + TargetObjectiveid + "', "; 
                sqlst = sqlst + "'" + ReadSatisfiedStatus + "', "; 
                sqlst = sqlst + "'" + ReadNormalizedMeasure + "', "; 
                sqlst = sqlst + "'" + WriteSatisfiedStatus + "', "; 
                sqlst = sqlst + "'" + WriteNormalizedMeasure + "')"; 
 
                _dba.ExecNQ(sqlst); 
 
 
                #endregion 
            } 
 
        } 
 
        public void SetDeliveryControls(XmlNode node) 
        { 
            if (node.Attributes != null && node.Attributes.Count > 0) 
                foreach (XmlAttribute att in node.Attributes) 
                { 
                    switch (att.Name) 
                    { 
                        case "tracked": 
                            Tracked = Convert.ToBoolean(att.Value); 
                            break; 
                        case "completionSetByContent": 
                            CompletionSetByContent = 
Convert.ToBoolean(att.Value); 
                            break; 
                        case "objectiveSetByContent": 
                            ObjectiveSetByContent = Convert.ToBoolean(att.Value); 
                            break; 
                    } 
                } 
            #region Insert INTO t_scorm_seq_delivery 
            Sqlst = "INSERT INTO t_scorm_seq_delivery (idSeq, tracked, 
completionSetByContent, objectiveSetByContent)"; 
            Sqlst = Sqlst + " VALUES ('" + IdSeq + "', "; 
            Sqlst = Sqlst + "'" + Tracked + "', "; 
            Sqlst = Sqlst + "'" + CompletionSetByContent + "', "; 
            Sqlst = Sqlst + "'" + ObjectiveSetByContent + "')"; 
            _dba.ExecNQ(Sqlst); 
            #endregion 
        } 
 
        public void SetConstrainedChoiceConsiderations(XmlNode node) 
        { 
            if (node.Attributes != null && node.Attributes.Count > 0) 
                foreach (XmlAttribute att in node.Attributes) 
                { 
                    switch (att.Name) 
                    { 
                        case "preventActivation": 
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                            PreventActivation = Convert.ToBoolean(att.Value); 
                            break; 
                        case "constrainChoice": 
                            ConstrainChoice = Convert.ToBoolean(att.Value); 
                            break; 
                    } 
                } 
 
            #region Insert INTO t_scorm_seq_constrained 
            Sqlst = "INSERT INTO t_scorm_seq_constrained (idSeq, 
preventActivation, constrainChoice)"; 
            Sqlst = Sqlst + " VALUES ('" + IdSeq + "', "; 
            Sqlst = Sqlst + "'" + PreventActivation + "', "; 
            Sqlst = Sqlst + "'" + ConstrainChoice + "')"; 
            _dba.ExecNQ(Sqlst); 
            #endregion 
        } 
 
        public void SetRollupConsiderations(XmlNode node) 
        { 
            if (node.Attributes != null && node.Attributes.Count > 0) 
                foreach (XmlAttribute att in node.Attributes) 
                { 
                    switch (att.Name) 
                    { 
                        case "requiredForSatisfied": 
                            RequiredForSatisfied = att.Value; 
                            break; 
                        case "requiredForNotSatisfied": 
                            RequiredForNotSatisfied = att.Value; 
                            break; 
                        case "requiredForCompleted": 
                            RequiredForCompleted = att.Value; 
                            break; 
                        case "requiredForIncomplete": 
                            RequiredForIncomplete = att.Value; 
                            break; 
                        case "measureSatisfactionIfActive": 
                            MeasureSatisfactionIfActive = att.Value; 
                            break; 
 
                    } 
                } 
            #region Insert INTO t_scorm_seq_rollupConsiderations 
            Sqlst = "INSERT INTO t_scorm_seq_rollupConsiderations (idSeq, 
requiredForSatisfied, requiredForNotSatisfied, requiredForCompleted, 
requiredForIncomplete, measureSatisfactionIfActive)"; 
            Sqlst = Sqlst + " VALUES ('" + IdSeq + "', "; 
            Sqlst = Sqlst + "'" + RequiredForSatisfied + "', "; 
            Sqlst = Sqlst + "'" + RequiredForNotSatisfied + "', "; 
            Sqlst = Sqlst + "'" + RequiredForCompleted + "', "; 
            Sqlst = Sqlst + "'" + RequiredForIncomplete + "', "; 
            Sqlst = Sqlst + "'" + MeasureSatisfactionIfActive + "')"; 
            _dba.ExecNQ(Sqlst); 
            #endregion 
        } 
 
        public void SetAdlseqObjective(XmlNode node) 
        { 
            foreach(XmlNode nodeLoopVariable in node.ChildNodes) 
            { 
                if (nodeLoopVariable.Attributes != null) 
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                { 
 
                    ObjectiveId = 
nodeLoopVariable.Attributes["objectiveID"].Value; 
 
                    #region Insert INTO t_scorm_seq_adlseqObjectives 
                    Sqlst = "INSERT INTO t_scorm_seq_adlseqObjectives (idSeq, 
objectiveID)"; 
                    Sqlst = Sqlst + " VALUES ('" + IdSeq + "', "; 
                    Sqlst = Sqlst + "'" + ObjectiveId + "')"; 
                    _dba.ExecNQ(Sqlst); 
 
                    //Obtengo el IdObjective que he creado 
                    Sqlst = "SELECT * FROM t_scorm_seq_adlseqObjectives ORDER BY 
id DESC"; 
                    int idObjective = Convert.ToInt32(_dba.ExecScalar(Sqlst)); 
                    #endregion 
 
                    foreach (XmlNode childNodeLoopVariable in node.ChildNodes) 
                    { 
                        if (childNodeLoopVariable.Attributes != null && 
childNodeLoopVariable.Attributes.Count > 0) 
                            foreach (XmlAttribute att in 
childNodeLoopVariable.Attributes) 
                            { 
                                switch (att.Name) 
                                { 
                                    case "targetObjectiveID": 
                                        TargetObjectiveid = att.Value; 
                                        break; 
                                    case "readRawScore": 
                                        ReadRawScore = 
Convert.ToBoolean(att.Value); 
                                        break; 
                                    case "readMinScore": 
                                        ReadMinScore = 
Convert.ToBoolean(att.Value); 
                                        break; 
                                    case "readMaxScore": 
                                        ReadMaxScore = 
Convert.ToBoolean(att.Value); 
                                        break; 
                                    case "readCompletionStatus": 
                                        ReadCompletionStatus = 
Convert.ToBoolean(att.Value); 
                                        break; 
                                    case "readProgressMeasure": 
                                        ReadProgressMeasure = 
Convert.ToBoolean(att.Value); 
                                        break; 
                                    case "writeRawScore": 
                                        WriteRawScore = 
Convert.ToBoolean(att.Value); 
                                        break; 
                                    case "writeMinScore": 
                                        WriteMinScore = 
Convert.ToBoolean(att.Value); 
                                        break; 
                                    case "writeMaxScore": 
                                        WriteMaxScore = 
Convert.ToBoolean(att.Value); 
                                        break; 
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                                    case "writeCompletionStatus": 
                                        WriteCompletionStatus = 
Convert.ToBoolean(att.Value); 
                                        break; 
                                    case "writeProgressMeasure": 
                                        WriteProgressMeasure = 
Convert.ToBoolean(att.Value); 
                                        break; 
                                } 
                                #region Insert Into BBDD t_scorm_seq_adlseqObjMap 
                                Sqlst = "INSERT INTO t_scorm_seq_adlseqObjMap 
(idAdlseqObj, targetObjectiveID, readRawScore, readMinScore, readMaxScore, 
readCompletionStatus, readProgressMeasure, writeRawScore, writeMinScore, 
writeMaxScore, writeCompletionStatus, writeProgressMeasure)"; 
                                Sqlst = Sqlst + " VALUES ('" + idObjective + "', 
"; 
                                Sqlst = Sqlst + "'" + TargetObjectiveid + "', "; 
                                Sqlst = Sqlst + "'" + ReadRawScore + "', "; 
                                Sqlst = Sqlst + "'" + ReadMinScore + "', "; 
                                Sqlst = Sqlst + "'" + ReadMaxScore + "', "; 
                                Sqlst = Sqlst + "'" + ReadCompletionStatus + "', 
"; 
                                Sqlst = Sqlst + "'" + ReadProgressMeasure + "', 
"; 
                                Sqlst = Sqlst + "'" + WriteRawScore + "', "; 
                                Sqlst = Sqlst + "'" + WriteMinScore + "', "; 
                                Sqlst = Sqlst + "'" + WriteMaxScore + "', "; 
                                Sqlst = Sqlst + "'" + WriteCompletionStatus + "', 
"; 
                                Sqlst = Sqlst + "'" + WriteProgressMeasure + 
"')"; 
                                _dba.ExecNQ(Sqlst); 
                                #endregion 
                            } 
                    } 
                } 
            } 
             
        } 
 
        #endregion 
 
        #region Constructor 
        public Sequencing () 
        { 
            IdSeq = 0; 
            Id = null; 
            IdRef = null; 
            ControlMode = false; 
            SequencingRules = false; 
            LimitConditions = false; 
            AuxiliaryResources = false; 
            RollupRules = false; 
            RollupConsiderations = false; 
            Objectives = false; 
            RandomizationControls = false; 
            DeliveryControls = false; 
            ConstrainedChoiceConsiderations = false; 
            AdlseqObjectives = false; 
 
            //iniciar variables control 
            Choice = true; 
Desarrollo e integración en fraktalis de un sistema de gestión de cursos 
SCORM  destinado a la formación en el mundo marítimo 
122 
 
            ChoiceExit = true; 
            Flow = false; 
            ForwardOnly = false; 
            UseCurrentAttemptObjectiveInfo = true; 
            UseCurrentAttemptProgressInfo = true; 
 
            RuleConditions = false; 
            RuleAction = false; 
 
            ////iniciar variables sequencing 
            ConditionCombination = "all"; 
            MeasureThreshold = 0; 
            Operator = "NoOp"; 
            Condition = ""; 
            Action = null; 
 
            //iniciar variables LimitConditions 
            AttemptLimit = 0; 
            AttemptAbsoluteDurationLimit = DateTime.MaxValue; 
 
            //iniciar rollupRules 
            RollupObjectiveSatisfied = true; 
            RollupProgressCompletion = true; 
            ObjectiveMeasureWeight = 1; 
 
            //iniciar rollupRule 
            ChildActivitySet = "all"; 
            MinimumCount = 0; 
            MinimumPercent = 0; 
            RollupConditions = false; 
            RollupAction = false; 
 
            //iniciar rollupConditionsElement 
 
            RConditionCombination = "any"; 
 
            //iniciar imsss:rollupAction element 
            RAction = null; 
 
            //iniciar rollupConditionElement 
            ROperator = "NoOp"; 
            RCondition = null; 
 
            //iniciar PrimaryObjectives 
 
            PrimaryObjective = false; 
            ObjectiveId = null; 
            SatisfiedByMeasure = false; 
            MinNormalizedMeasure = 0; 
 
            //MapInfo 
 
            TargetObjectiveid = null; 
            ReadSatisfiedStatus = true; 
            ReadNormalizedMeasure = true; 
            WriteSatisfiedStatus = false; 
            WriteNormalizedMeasure = false; 
 
            //<imsss:randomizationTiming> 
 
            RandomizationTiming = "never"; 
            SelectCount = 0; 
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            ReorderChildren = false; 
            SelectionTiming = "never"; 
 
            //<imsss:deliveryControls> 
            Tracked = true; 
            CompletionSetByContent = false; 
            ObjectiveSetByContent = false; 
 
            //<adlseq:constrainedChoiceConsiderations> 
            PreventActivation = false; 
            ConstrainChoice = false; 
 
            //<adlseq:rollupConsiderations> 
            RequiredForSatisfied = "always"; 
            RequiredForNotSatisfied = "always"; 
            RequiredForCompleted = "always"; 
            RequiredForIncomplete = "always"; 
            MeasureSatisfactionIfActive = "always"; 
 
            //<adlseq:objective> 
            ReadRawScore = true; 
            ReadMinScore = true; 
            ReadMaxScore = true; 
            ReadCompletionStatus = true; 
            ReadProgressMeasure = true; 
            WriteRawScore = false; 
            WriteMinScore = false; 
            WriteMaxScore = false; 
            WriteCompletionStatus = false; 
            WriteProgressMeasure = false; 
 
        } 
        #endregion 
    } 
} 
 
Funciones ApiAjax.js 
 
///<summary> 
///Esta función llama al método LMSInitialize y convierte el tiempo en el formato 
definido por SCORM. 
///</summary> 
function Initialize(parm) { 
 
    startTimeStamp = new Date(); 
    return LMSInitialize(parm); 
} 
 
///<summary> 
///Esta función convierte el tiempo en el formato definido por SCORM 
///</summary> 
 
function LMSFinish(parm) { 
    myalert("la API recibe la llamada para iniciar la funcion: LMSFinish "); 
 
    error = 0; 
    var resultado = "true"; 
    var endTimeStamp = new Date(); 
    var totalMilliseconds = (endTimeStamp.getTime() ‐ startTimeStamp.getTime()); 
    var LMS_sessionTime = 
ConvertMilliSecondsIntoSCORM2004Time(totalMilliseconds); 
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    // 15/10/2012 
    //Si session_time tiene el valor inicial P0S significa que el SCO no calcula 
el tiempo con lo que asigna el tiempo de session calculado por el LMS. 
 
    if (session_time == "P0S") 
            session_time = LMS_sessionTime; 
 
    document.form_sco.scoAct.value = "fin"; 
    document.form_sco.session_time.value = session_time; 
    document.form_sco.total_time.value = total_time; 
    document.form_sco.exit_sco.value = exit_sco; 
    document.form_sco.location_sco.value = location_sco; 
    document.form_sco.completion_status.value = completion_status; 
    document.form_sco.progress_measure.value = progress_measure; 
    document.form_sco.suspend_data.value = suspend_data; 
    document.form_sco.id_tema.value = id_tema; 
    document.form_sco.interactions.value = interact; 
    document.form_sco.success_status.value = success_status; 
    document.form_sco.credit.value = credit; 
    document.form_sco.score_min.value = score_min; 
    document.form_sco.score_max.value = score_max; 
    document.form_sco.score_raw.value = score_raw; 
    document.form_sco.score_scaled.value = score_scaled; 
    document.form_sco.objectives.value = objectives; 
    document.form_sco.commentslearner.value = commentslearner; 
    document.form_sco.learner_pref_audio_level.value = learner_pref_audio_level; 
    document.form_sco.learner_pref_audio_captioning.value = 
learner_pref_audio_captioning; 
    document.form_sco.learner_pref_delivery_speed.value = 
learner_pref_delivery_speed; 
    document.form_sco.learner_pref_language.value = learner_pref_language; 
 
    doPOST(form_sco, processFinish, true); 
 
    myalert("la API devuelve: " + resultado); 
    return (resultado); 
} 
 
///<summary> 
///Esta función convierte el tiempo en el formato definido por SCORM 
///</summary> 
function ConvertMilliSecondsIntoSCORM2004Time(intTotalMilliseconds) { 
 
    var ScormTime = ""; 
 
    var HundredthsOfASecond;  //decrementing counter ‐ work at the hundreths 
of a second level because that is all the precision that is required 
 
    var Seconds;  // 100 hundreths of a seconds 
    var Minutes;  // 60 seconds 
    var Hours;    // 60 minutes 
    var Days;   // 24 hours 
    var Months;    // assumed to be an "average" month (figures a leap 
year every 4 years) = ((365*4) + 1) / 48 days ‐ 30.4375 days per month 
    var Years;    // assumed to be 12 "average" months 
    var HUNDREDTHS_PER_SECOND = 100; 
    var HUNDREDTHS_PER_MINUTE = HUNDREDTHS_PER_SECOND * 60; 
    var HUNDREDTHS_PER_HOUR = HUNDREDTHS_PER_MINUTE * 60; 
    var HUNDREDTHS_PER_DAY = HUNDREDTHS_PER_HOUR * 24; 
    var HUNDREDTHS_PER_MONTH = HUNDREDTHS_PER_DAY * (((365 * 4) + 1) / 48); 
    var HUNDREDTHS_PER_YEAR = HUNDREDTHS_PER_MONTH * 12; 
 
125 Anexos 
 
   
    HundredthsOfASecond = Math.floor(intTotalMilliseconds / 10); 
 
    Years = Math.floor(HundredthsOfASecond / HUNDREDTHS_PER_YEAR); 
    HundredthsOfASecond ‐= (Years * HUNDREDTHS_PER_YEAR); 
 
    Months = Math.floor(HundredthsOfASecond / HUNDREDTHS_PER_MONTH); 
    HundredthsOfASecond ‐= (Months * HUNDREDTHS_PER_MONTH); 
 
    Days = Math.floor(HundredthsOfASecond / HUNDREDTHS_PER_DAY); 
    HundredthsOfASecond ‐= (Days * HUNDREDTHS_PER_DAY); 
 
    Hours = Math.floor(HundredthsOfASecond / HUNDREDTHS_PER_HOUR); 
    HundredthsOfASecond ‐= (Hours * HUNDREDTHS_PER_HOUR); 
 
    Minutes = Math.floor(HundredthsOfASecond / HUNDREDTHS_PER_MINUTE); 
    HundredthsOfASecond ‐= (Minutes * HUNDREDTHS_PER_MINUTE); 
 
    Seconds = Math.floor(HundredthsOfASecond / HUNDREDTHS_PER_SECOND); 
    HundredthsOfASecond ‐= (Seconds * HUNDREDTHS_PER_SECOND); 
 
    if (Years > 0) { 
        ScormTime += Years + "Y"; 
    } 
    if (Months > 0) { 
        ScormTime += Months + "M"; 
    } 
    if (Days > 0) { 
        ScormTime += Days + "D"; 
    } 
 
    //check to see if we have any time before adding the "T" 
    if ((HundredthsOfASecond + Seconds + Minutes + Hours) > 0) { 
 
        ScormTime += "T"; 
 
        if (Hours > 0) { 
            ScormTime += Hours + "H"; 
        } 
 
        if (Minutes > 0) { 
            ScormTime += Minutes + "M"; 
        } 
 
        if ((HundredthsOfASecond + Seconds) > 0) { 
            ScormTime += Seconds; 
 
            if (HundredthsOfASecond > 0) { 
                ScormTime += "." + HundredthsOfASecond; 
            } 
 
            ScormTime += "S"; 
        } 
 
    } 
 
    if (ScormTime == "") { 
        ScormTime = "0S"; 
    } 
 
    ScormTime = "P" + ScormTime; 
 
    return ScormTime; 
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} 
 
 
 
Funciones SCOUtils.cs 
 
/// <summary> 
/// Esta función guarda en la tabla t_sco_objectives los objetivos del curso.  
/// </summary> 
/// <param name="idTema"></param> 
public void SetObjectives(int idTema) 
{ 
//Variables 
string sqlst = null; 
int id_temaObjetivo = 0; 
string objectives = null; 
string[] separator = {"!#!"}; 
string[] splitObjective = null; 
int loop; 
int usrTema = 0; 
int idSCO = 0; 
System.Data.SqlClient.SqlDataReader rdr = null; 
its.DBAcceso dba = new its.DBAcceso(); 
//Leer de la tabla t_sco_seq_objective 
      //Necesito extraer el Id_parent por ello hago un select en la tabla 
id_temas 
try 
{ 
//Consigo el idtema 
sqlst = "SELECT * "; 
sqlst = sqlst + "FROM t_sco WHERE id_tema='" + idTema + "'"; 
idSCO = Convert.ToInt32(dba.ExecScalar(sqlst)); 
//Ahora extraigo de la tabla t_sco_seq_objective los objetivos con 
ese id_parent 
sqlst = "SELECT * "; 
sqlst = sqlst + "FROM t_sco_seq_objective WHERE idSCO='" + idSCO + 
"'"; 
rdr = dba.ExecRdr(sqlst); 
objectives = ""; 
int i = 0; 
while (rdr.Read()) 
{ 
                    objectives = objectives + "!#!" + rdr["objectiveid"]; 
                    objectives += "!#!" + rdr["minnormalizedmeasure"]; 
                    i++; 
} 
 
              rdr.Close(); 
//Introduzco los objetivos en la tabla con el id_usuario para ello necesito el 
id_usuario 
//Obtengo id_usrTema 
usrTema = GetUserTema(idTema); 
//Ahora introduzco en la tabla objetivos los ID. 
splitObjective = objectives.Split(separator, 
StringSplitOptions.None); 
for (loop = 1; loop <= i*2; loop+=2) 
{ 
sqlst = "INSERT INTO t_sco_objectives "; 
sqlst = sqlst + "(objectiveid, 
id_usrtema,scaled_passing_score) "; 
sqlst = sqlst + " VALUES('" + splitObjective[loop] + "', "; 
sqlst = sqlst + "'" + usrTema + "', "; 
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sqlst = sqlst + "'" + splitObjective[loop+1] + "' )"; 
dba.ExecNQ(sqlst); 
} 
} 
catch (Exception e) 
{ 
Console.WriteLine("{0} Exception caught.", e); 
} 
finally 
{ 
rdr.Close(); 
} 
} 
 
 
 
 
 
/// <summary> 
/// Busca los objetivos de un id_usertema en la tabla t_sco_objectives en un 
string 
/// </summary> 
/// <param name="idTema">Recibe el idTema como parámetro</param> 
/// <returns>Devuelve un string con el valor de los objetivos separados de !#! o 
una cadena vacía si no se encuentran en la tabla </returns> 
public string InitObjectives(int idTema) 
{ 
int id_usrTema = 0; 
string objectives = null; 
string sqlst = null; 
System.Data.SqlClient.SqlDataReader rdr = null; 
its.DBAcceso dba = new its.DBAcceso(); 
try 
{ 
//Obtengo el id_usrTema 
id_usrTema = GetUserTema(idTema); 
sqlst = "SELECT * "; 
sqlst = sqlst + "FROM t_sco_objectives WHERE id_usrtema='" + 
id_usrTema + "'"; 
rdr = dba.ExecRdr(sqlst); 
objectives = ""; 
while (rdr.Read()) 
{ 
objectives = objectives + "!#!" + rdr["objectiveid"]; 
objectives = objectives + "!#!" + 
rdr["scaled_passing_score"].ToString().Replace(" ", ""); 
objectives = objectives + "!#!" + 
rdr["score_raw"].ToString().Replace(" ", ""); 
objectives = objectives + "!#!" + 
rdr["score_scaled"].ToString().Replace(" ", ""); 
objectives = objectives + "!#!" + 
rdr["score_min"].ToString().Replace(" ", ""); 
objectives = objectives + "!#!" + 
rdr["score_max"].ToString().Replace(" ", ""); 
objectives = objectives + "!#!" + rdr["success_status"]; 
objectives = objectives + "!#!" + rdr["completion_status"]; 
objectives = objectives + "!#!" + 
rdr["progress_measure"].ToString().Replace(" ", ""); 
objectives = objectives + "!#!" + rdr["description"]; 
} 
rdr.Close(); 
return objectives; 
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} 
catch (Exception e) 
{ 
Console.WriteLine("{0} Exception caught.", e); 
return objectives = ""; 
} 
finally 
{ 
rdr.Close(); 
} 
} 
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/// <summary> 
/// Busca el valor del id usertema 
/// </summary> 
/// <param name="idTema">Recibe el idTema como parámetro</param> 
/// <returns>Devuelve el id_usrtema, en caso de no encontrarlo devuelve 0, en 
caso de fallo devuelve ‐1</returns> 
public int GetUserTema(int idTema) 
{ 
string sqlst = null; 
int id_usrTema = 0; 
System.Data.SqlClient.SqlDataReader rdr = null; 
            its.DBAcceso dba = new its.DBAcceso(); 
 
            try 
            { 
                sqlst = "SELECT * FROM t_usrTema "; 
                sqlst = sqlst + " WHERE id_usuario = " + MiSesion.id_usuario; 
                sqlst = sqlst + " AND id_tema= '" + idTema + "'"; 
                id_usrTema = Convert.ToInt32(dba.ExecScalar(sqlst)); 
                return id_usrTema; 
            } 
            catch (Exception e) 
            { 
                Console.WriteLine("{0} Exception caught.", e); 
                return ‐1; 
            } 
        } 
/// <summary> 
/// busca si el tema es un folder o un archivo 
/// </summary> 
/// <param name="idTema">Recibe idTema como parámetro</param> 
/// <returns>devuelve true si el contenido es SCORM y false en el caso contrario. 
</returns> 
public bool GetTipoTema(int idTema) 
{ 
            string tipoTema = null; 
            string sqlst = null; 
 
            System.Data.SqlClient.SqlDataReader rdr = null; 
            its.DBAcceso dba = new its.DBAcceso(); 
 
            try 
            { 
                //Obtengo el id_usrTema 
                sqlst = "SELECT * "; 
                sqlst = sqlst + "FROM t_temas WHERE id_tema='" + idTema + "'"; 
                rdr = dba.ExecRdr(sqlst); 
                tipoTema = ""; 
 
                while (rdr.Read()) 
                { 
                    tipoTema = rdr["tipoTema"].ToString().Replace(" ", ""); 
                } 
                rdr.Close(); 
 
                if (Convert.ToInt16(tipoTema) == 7) 
                    return true; 
                else 
                    return false; 
            } 
            catch (Exception e) 
            { 
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                Console.WriteLine("{0} Exception caught.", e); 
                return false; 
            } 
            finally 
            { 
                rdr.Close(); 
            } 
 
} 
 
public int GetTemaRoot(int idTema) 
{ 
            string sqlst = null; 
            int temaRoot = 0; 
            System.Data.SqlClient.SqlDataReader rdr = null; 
            its.DBAcceso dba = new its.DBAcceso(); 
 
            try 
            { 
                sqlst = "SELECT * FROM t_temas WHERE id_tema = " + idTema; 
 
                rdr = dba.ExecRdr(sqlst); 
 
                if (rdr.Read()) 
                { 
                    temaRoot = Convert.ToInt32(rdr["temaRoot"]); 
                    return temaRoot; 
                } 
                else 
                { 
                    return 0; 
                } 
            } 
            catch (Exception e) 
            { 
                Console.WriteLine("{0} Exception caught.", e); 
                return ‐1; 
            } 
            finally 
            { 
                rdr.Close(); 
            } 
 
        } 
} 
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ANEXO VI – SCORM 
 
SCORM, o (Shareable Content Object Reference Model), es un conjunto de 
especificaciones desarrolladas por la organización americana ADL (Advanced 
Distributed Learning). Se agrupa en cinco libros de los que me gustaría hacer 
una breve explicación de su contenido: 
 
 SCORM Overview: es introducción del estándar.  
 
 SCORM Content Aggregation Model (CAM): Describe como se 
estructuran los paquetes de contenido. El archivo imsmanifest.xml es el 
archivo principal que describe un paquete, su estructura, los metadatos y 
la información de la secuencia.  
 
 SCORM Run-Time Environment (RTE): Describe como el LMS 
desarrolla y distribuye los paquetes de contenido. Esto incluye describir 
la run-time API que utiliza el SCO para comunicarse con el modelo de 
datos que el LMS utiliza para mantener la información sobre la 
experiencia de aprendizaje con un objeto de contenido.  
 
 SCORM Sequencing and Navigation (SN): Describe como los paquetes 
de contenido declaran la secuencia entre las actividades, cómo los 
alumnos pueden emitir solicitudes de navegación, y cómo esas 
peticiones son interpretadas por el entorno de ejecución de SCORM 
 
 SCORM Conformance Requirements: Detalla los requisitos de 
conformidad que se verifican con la ADL SCORM conformance test suite 
(herramienta gratuita de ADL para comprobar la conformidad de los 
paquetes SCORM).  
 
El propósito principal es disponer de una especificación de empaquetado para 
el intercambio de cursos entre las distintas plataformas conformes con el 
estándar. 
Entre los objetivos de SCORM están para permitir la interoperabilidad, 
accesibilidad y reutilización de contenidos de aprendizaje basado en la web 
para la industria, el gobierno y la academia. 
 
V.1. Versiones del estándar 
 
SCORM 1.1  
Fue la primera versión de producción. Utilizaba una estructura de curso en 
formato de archivo XML basado en las especificaciones AICC para describir la 
estructura del contenido, pero carecía soporte para los metadatos. Fue 
rápidamente sustituida por la versión SCORM 1.2. 
 
SCORM 1.2 
Esta fue la primera versión ampliamente utilizada. Actualmente está 
implementada en la mayoría LMS. Se utiliza la especificación IMS Content 
Packaging con soporte para metadatos que describen el curso. 
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SCORM 2004  
Esta es la versión actual, aunque han ido saliendo diferentes ediciones, siendo 
la cuarta la última de ellas. Se corrigieron muchas ambigüedades de las  
versiones anteriores y se mejoró la comunicación entre los contenidos y las 
herramientas de gestión de aprendizaje. Incluyendo nuevas normas para la API 
de comunicación que permite especificar la secuencia de 
actividades además de la capacidad de compartir y utilizar la información 
obtenida de  los resultados del alumno en su aprendizaje a través de 
la navegabilidad, exámenes y test dentro del curso. 
 
V.2. Componentes SCORM 
 
Dentro de la especificación de SCORM se pueden distinguir básicamente tres 
componentes, cada uno del cual trata un problema concreto que afecta a la 
creación y distribución de contenidos. Estos son el Modelo de Agregación de 
Contenidos (CAM), el entorno de ejecución (RTE) y el modelo de 
secuenciación y navegación (SN) 
 
V.2.1. Modelo de Agregación de Contenidos 
 
Este modelo asegura la coherencia en el formato y se refiere a tres elementos 
básicos: la estructura de los datos dentro del contenido y su empaquetado, la 
definición de metadatos y la descripción del contenido en un formato entendido 
por el LMS. 
 
V.2.1.1. Modelo de contenidos 
 
Como se describe en el libro SCORM CAM, el modelo de contenidos está 
compuesto por tres elementos: 
 Assets 
 SCOs 
 Organizaciones de contenidos 
Un Asset es la forma más básica de un recurso de aprendizaje. Los Assets son 
una representación digital de medios, tales como texto, imágenes, sonido, 
objetos de evaluación o cualquier otro fragmento de datos que puede ser 
recuperada por un cliente web y representada al estudiante. Se pueden 
combinar assets para construir otros assets. 
Un SCO se puede definir como una colección de Assets. Representa el mínimo 
nivel de granularidad de un recurso de aprendizaje. Su trazabilidad es realizada 
por un LMS usando el Modelo de datos del RTE. La única diferencia entre un 
SCO y un Asset es que el SCO se comunica con el LMS.  
Además un SCO  debe ser independiente de su contexto de aprendizaje para 
poder ser reutilizado en diferentes experiencias de aprendizaje.  
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Una Organización de contenidos es un mapa que representa el uso deseado 
del contenido a través de las actividades. La información de secuenciamiento 
se define en las actividades representadas en la organización de contenidos y 
es externa a los recursos de aprendizaje asociados con esas actividades. El 
secuenciamiento de SCORM solo se aplica a las actividades. El LMS es 
responsable de interpretar la información de secuenciamiento descrita en la 
Organización de Contenidos y aplicar los comportamientos de 
secuenciamiento. 
 
V.2.1.2. Empaquetamiento de contenidos  
 
Un paquete de contenidos SCORM es un archivo ZIP en el que se incluyen 
todos los recursos (páginas html, imágenes, flash, etc.) y un documento XML 
llamado imsmanifest (imsmanifest.xml) que describe la estructura y los 
recursos asociados del paquete. 
 
 
Fig 2.4 Componentes de un paquete de contenidos. 
 
El contenido obligatorio un paquete de contenido es el siguiente: 
 
 Imsmanifest.xml 
 Todos los archivos de esquemas/definiciones (.xsd y .dtd) referenciados 
por el archivo imsmanifest.xml 
 Todos los archivos de recursos utilizados por el paquete de contenido y 
de sus actividades de aprendizaje.  
 Todos los archivos que componen un paquete de contenido deben de 
estar dentro de la estructura directorios del mismo paquete. Este 
paquete puede agrupar todo en un solo directorio, o puede utilizar los 
sub-directorios dentro de la raíz (por ejemplo, un directorio para cada 
SCO). Todos los ficheros usados por el paquete de contenido deben 
estar dentro del paquete de contenido. Las referencias a archivos 
externos o direcciones URL absolutas no están permitidas. 
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Fig2.5 Paquete de contenido SCORM 
 
La Figura 2.1 muestra un paquete de contenido SCORM. Los archivos .xsd y 
.dtd se encuentran en la raíz del paquete de contenido y se utilizan para la 
validación del imsmanifest.xml. Los directorios common, extend, unique y 
vocab también contienen ficheros .xsd utilizados para la validación de los 
metadatos XML que contiene el imsmanifest.xml.  
 
V.2.1.3. Manifiesto 
 
Un manifiesto es un documento XML que contiene un inventario estructurado 
del contenido de un paquete. Todos los paquetes de contenido contienen en la 
raíz el archivo imsmanifest.xml que describe el paquete y sus contenidos. Hay 
que tener en cuenta una consideración: siempre que se hable de rutas a 
recursos dentro del contenido, la ruta será relativa a la raíz del fichero ZIF, ya 
que SCORM prohíbe que el contenido haga referencia a recursos externos. Es 
el LMS el que debe de preocuparse por conocer la ruta absoluta hasta un 
contenido.  
 
Este archivo debe contener obligatoriamente: 
 
 Un Identificador único 
 Los Metadatos que describen el paquete y la versión de SCORM 
 Una o más definiciones de recursos listando todos los archivos necesarios 
para lanzar y entregar cada recurso. 
 Una o más organizaciones de actividades de aprendizaje 
 
Opcionalmente puede incluir: 
 
 Información de secuenciación para las organizaciones. 
 Más metadatos para el contenido del paquete, recursos y organizaciones. 
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Fig 2.6 imsmanifest.xml 
 
Elementos obligatorios: 
 
 identifier: atributo obligatorio que contiene el identificador único del 
contenido. 
 <title> Obligatorio. Representa el título de la organización 
 <item> Obligatorio al menos uno. Define una actividad del árbol. 
 <metadata> contiene dos elementos obligatorios que son <schema> y 
<schemaversion>. El primero define que el contenido se ajusta al estándar 
SCORM, mientras que el segundo indica la versión de SCORM a la que se 
ajusta el contenido. 
 <organizations>  Define un árbol de actividades, sin límite de profundidad. 
Las hojas del árbol (actividades que no tienen hijos) son las que se envían 
al estudiante y, por tanto será un recurso “lanzable” (ver “resources”). Al 
conjunto de una actividad y todas sus descendientes se le llama clúster. 
Para un contenido concreto, pueden definirse varios árboles de actividad. 
Serán estos árboles de actividad los que se empleen para la parte de 
secuenciamiento y navegación. En cualquier caso, hay que tener en cuenta 
que esta organización de los contenidos es lógica. La organización física se 
define en el apartado “resources”. 
 <resources>  Un contenido está compuesto por unidades de aprendizaje. 
Cada una de estas unidades es un resource. Una unidad está compuesta 
por una página o documento visualizable por un navegador Web que puede 
usar otros ficheros interpretables por el navegador (flash, JS, imágenes…), 
y no pueden ser páginas que necesiten procesamiento en el lado servidor 
(JSP, ASP, PHP). Pueden ser “lanzables” o “no-lanzables”. Son “lanzables” 
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si definen un fichero web como punto de lanzamiento (si tienen atributo 
“href”) 
 <sequencing> define toda la información que necesita el LMS para calcular 
la secuencia de contenidos que se presentará al usuario. 
 Id: Atributo obligatorio. Identificador único del recurso dentro del manifiesto. 
 adlcp: SCORM ®Type Atributo obligatorio. Tiene dos valores posibles: 
“asset” si el recurso no necesita acceder al entorno de ejecución de 
SCORM ®. Si necesita acceder a dicho entorno de ejecución, el tipo es 
“sco” (SCO = Shareable Content Objects). 
 href: Atributo obligatorio que indica el path del fichero que se está 
definiendo 
 identifierref: atributo obligatorio. Es el identificador de otro recurso 
(resource) del paquete. 
 
V.2.2. Entorno de Ejecución (RTE) 
 
El entorno de ejecución describe los requisitos que debe implementar el 
sistema de gestión de aprendizaje (LMS) para trabajar con los contenidos. Este 
entorno define una API (Aplication Program Interface) JavaScript que define 
una forma estándar de comunicación con el sistema y el modelo de datos a 
emplear. La API se carga en el navegador Web y es descubierta por los SCOs 
cuando son abiertos por el LMS. Para que el contenido del SCO pueda detectar 
el objeto JavaScript, la especificación fija dos normas: 
 
1. El objeto debe de ser accesible por DOM 
2. El nombre del objeto es fijo, “API_1484_11” 
 
V.2.2.1. Modelo temporal 
Al describir la relación temporal del usuario (estudiante) con el sistema (más 
concretamente con un contenido), SCORM define cuatro conceptos básicos 
para ayudar a seguir la pista del estudiante durante el aprendizaje. Estos 
términos están definidos por el Institute of Electrical and Electronics Engineers 
(IEEE) 1484.11.1 Standard for Learning Technology – Data Model for Content 
Object Communication [1] y son referenciados a través de este document.  
 Learner Attempt: es el esfuerzo del estudiante para satisfacer los 
requisitos de la unidad de aprendizaje a la que pertenece el contenido. 
Puede abarcar una o varias sesiones de aprendizaje (learner sessions 
[1]) o interrumpirse entre sesiones. 
 Learner Session: es el tiempo durante el cual un estudiante accede 
ininterrumpidamente al contenido 
 Communication Session: tiempo de conexión activa entre el contenido 
(por ejemplo, un SCO)  y el API. 
 Login Session: tiempo desde que el estudiante accede al sistema 
(logged on) hasta que lo abandona (logged out). 
El siguiente gráfico (extraído del libro SCORM RTE 3rd Edition) facilita la 
comprensión de estos conceptos y sus relaciones: 
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Fig 2.7 Temporal Model Relationships for a Specific SCO 
En el caso de la figura anterior, si el contenido fuera un Asset (sin conexión con 
la API) sería válida quitando la capa de sesión de comunicación, ya que no se 
utiliza en este tipo de contenidos. En cuanto a los datos que se manejen 
durante cada "attempt", es responsabilidad del LMS decidir qué hacer con ellos 
una vez que ha acabado. El único requisito que debe cumplir el LMS es 
mantener los datos en el caso de que el "attempt" se suspenda temporalmente. 
V.2.2.2. Ejecución de contenidos 
Es obligación del LMS determinar, tras un evento concreto, el siguiente 
contenido que debe mostrarse, y cómo debe hacerlo en función de su tipo. Las 
políticas para determinar el contenido adecuado son variadas. Puede ser que 
sea el usuario quien determine la siguiente actividad que desea visualizar, o 
pueden seguir un orden secuencial, o calcularse en función de la "calificación" 
del usuario en actividades anteriores. 
Finalmente, una actividad estará asociada a un contenido, que el LMS deberá 
ser capaz de localizar y presentar en el navegador. Recordemos que todas las 
rutas del descriptor son, según marca el estándar, relativas. Por tanto es 
también responsabilidad del sistema calcular la ruta completa de manera 
correcta (incluidos los parámetros en caso de que fueran necesarios). 
En el caso de los assets, el LMS simplemente se tiene que encargar de 
localizar y enviar el contenido al cliente. Pero en el caso de SCOs, el proceso 
puede ser más complejo.  
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V.2.2.3. La API  
 
Con el fin de que el SCO pueda buscar la API de un LMS a otro, el estándar 
IEEE ha impuesto restricciones a donde la instancia API se puede colocar en 
esta jerarquía. Lo importante es que el SCO debe mirar en los siguientes sitios, 
en el orden especificado, para la instancia API: 
 
1. La cadena de padres de la ventana actual, si existe alguno, hasta 
alcanzar la parte superior de la ventana de la cadena de padres. 
2. La ventana de apertura, si los hay 
3. La cadena de los padres de la ventana del primer partido, si es que 
existen, hasta llegar a la ventana superior de la cadena principal. 
 
 
Fig 2.8 Encontrando la API 
 
 
 
Como se comentó en el punto 1.1,  esta API recibe el nombre de wrapper 
(APIWrapper) y es necesaria para que la comunicación entre el SCO y el LMS 
se produzca. El siguiente código es un ejemplo de una función que tiene como 
finalidad encontrar la implementación de la API:  
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Fig 2.9 Función para encontrar la implementación de la API  
 
Los métodos disponibles por el SCO para interactuar con el LMS se dividen en 
tres tipos: Métodos de sesión, métodos de transferencia de datos y métodos de 
soporte. 
 
Los métodos de sesión se encargan de iniciar o finalizar la sesión, y son: 
 
 Initialize 
 
o Sintaxis: return_value = Initialize (parameter). 
o Descripción: Se utiliza para iniciar la sesión de comunicación. 
o Parámetro: Como parámetro se le pasa una cadena vacía (“”). 
o Retorno: Devuelve “true” o “false” dependiendo si de si la 
conexión con el LMS se ha realizado correctamente o no. En caso 
de error, fija el código de error al valor correspondiente mediante 
el método GetLastError(). 
 
 Terminate 
 
o Sintaxis: return_value = Terminate (parameter). 
o Descripción: Termina la sesión de comunicación. Al finalizar, hace 
automáticamente un commit de la información enviada por el 
SCO desde el último commit o desde la inicialización de sesión. 
o Parámetro: como parámetro recibe la cadena vacía (“”). 
o Retorno: Devuelve “true” si el cierre de la conexión es correcto, o 
“false” en el caso de que hay algún error. Si esto se produce, fija 
el código de error al valor correspondiente mediante el método 
GetLastError(). 
 
 
Los métodos de transferencia de datos Sólo pueden llamarse mientras haya 
una sesión iniciada y son: 
 GetValue 
o Sintaxis: return_value = GetValue (parameter). 
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o Descripción: solicita por parte del SCO información al LMS. La 
información solicitada puede ser: valores de los elementos del 
modelo de datos soportados por el LMS, versión del modelo de 
datos soportada por el LMS y si elementos específicos del modelo 
de datos son soportados. 
o Parámetro: recibe como parámetro el identificador del dato que se 
quiere recoger. 
o Retorno: devuelve el valor solicitado o la cadena vacía en caso de 
error. En este último caso, el API se encarga de asignar el código 
de error apropiado. 
 SetValue 
o Sintaxis: return_value = SetValue (parameter_1, parameter_2). 
o Descripción: envía al LMS el valor del  parámetro 2 para el 
elemento especificado en el en parámetro 1. El API puede 
persistir al servidor el dato inmediatamente o almacenarlo en una 
caché local. 
o Parámetros: Envía como parámetros el nombre del dato que se 
desea asignar, y su valor. El valor se envía como un string, pero 
debe ser convertible al tipo definido para el dato. 
o Devuelve “true” o “false”, según haya ido todo correcto o no. En 
caso de error, el API asigna el código de error adecuado. 
 Commit 
o Sintaxis: return_value = Commit (parameter) 
o Descripción: persiste en servidor cualquier dato que estuviera 
cacheado. Si no hubiera caché, retorna “true” y fija el código de 
error a 0, sin hacer más procesamiento 
o Parámetro: recibe la cadena vacía (“”) como parámetro 
o Retorno: devuelve “true” (éxito) o “false” (error). En caso de error, 
asigna el código de error adecuado. 
Finalmente, los métodos de soporte se encargan de aportar soporte de errores, 
incluso si la sesión ha finalizado. Las llamadas a los métodos de soporte no 
cambian el código de error actual y permiten al SCO determinar si han ocurrido 
errores y cómo manejarlos. Los métodos de soporte son:  
 GetLastError 
o Sintaxis: return_value = GetLastError (). 
o Descripción: solicita el código de error para el estado actual del 
API. Este método no afecta al estado del API al ser llamado. 
o Parámetros: no acepta parámetros. 
o Retorno: devuelve un string convertible a un número entero en el 
rango que va desde 0 (no error) hasta 65536, ambos inclusive.  
 GetErrorString 
o Sintaxis: return_value = GetErrorString (parameter). 
o Descripción: obtiene una descripción textual de un error 
o Parámetro: recibe como parámetro un string con el código de 
error. 
o Retorno: devuelve la descripción del error (hasta 255 caracteres) 
o la cadena vacía si el código de error es desconocido. El 
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estándar sólo fija los códigos de error, los mensajes textuales son 
responsabilidad del LMS. 
 GetDiagnostic 
o Sintaxis: return_value = GetDiagnostic (parameter). 
o Descripción: función de uso específico del LMS. Permite al LMS 
definir información adicional para diagnóstico a través del API 
o Parámetro: el parámetro puede ser o no un código de error. Es un 
string definido por el desarrollador del API de hasta 255 
caracteres. 
o Retorno: devuelve la información de diagnóstico (255 caracteres) 
o la cadena vacía si el parámetro no se reconoce 
El IEEE define un modelo de estados conceptual para las transiciones de 
estado (ver Fig 2.5)   
 
Fig 2.10 Conceptual API Instance State Transitions 
 
V.2.2.4. Modelo de datos del entorno de ejecución 
El motivo para definir un modelo de datos es asegurar el correcto 
funcionamiento de los SCO en LMS distintos. Para diferenciarlos, todos los 
elementos del modelo de datos de SCORM empiezan por "cmi.", y emplean el 
carácter “.”  para separar unidades semánticas dentro del nombre del elemento. 
Por ejemplo: cmi.objectives.  
Además, el modelo de datos tiene tres palabras clave: 
 _version: se emplea para conocer la versión del modelo de datos 
soportada por el LMS. Para consultar dicha versión, habría que hacer 
una llamada al método GetValue de la siguiente manera:  
GetValue(“cmi._version”) 
 _count: consulta el número de elementos en una colección 
 _children: extrae todos los elementos de un modelo de datos 
dependiente de un elemento padre que son soportados por el LMS. 
V.2.3. Modelo de Secuenciación y Navegación 
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Este modelo permite una presentación dinámica del contenido y describe como 
se deben interpretar las reglas de secuenciación introducidas por un 
desarrollador de contenidos, así como los eventos de navegación lanzados por 
el usuario o por el sistema. Se basa en la Especificación de Secuenciamiento 
Simple (SS) de IMS, la cual define un método para representar el 
comportamiento intencionado de una experiencia de aprendizaje, de tal forma 
que cualquier LMS haga un secuenciamiento de actividades de aprendizaje en 
una forma consistente. 
El Secuenciamiento de SCORM depende de: una estructura definida de 
actividades de aprendizaje, el Árbol de Actividades; una estrategia de 
secuenciamiento definida, el Modelo de Definición de Secuenciamiento; y la 
aplicación de un comportamiento definido a eventos externos y eventos que 
lanza el sistema, Comportamientos de Secuenciamiento SCORM. 
La Navegación de SCORM especifica cómo pueden ser lanzados y procesados 
los eventos de navegación inicializados por el estudiante y el sistema, lo que se 
traduce en la identificación de actividades de aprendizaje que pueden ser 
lanzadas. 
La Navegación asume la existencia de mecanismos asociados a la interfaz de 
usuario para lanzar eventos de navegación (tales como Continue, Previous, 
SuspendAll). Estos mecanismos pueden ser proporcionados por el LMS o estar 
embebidos en los objetos de contenido. Cuando un aprendiz lanza tal 
mecanismo, el LMS traslada el evento dentro de su correspondiente solicitud 
de navegación, procesa la solicitud y después puede indicar la siguiente 
actividad de aprendizaje a lanzar. 
El libro SCORM Sequencing and Navigation (SN) describe un modelo de datos 
de ejecución que pueden usar los SCOs para indicar al LMS las solicitudes de 
navegación deseadas. 
 
V.2.3.1. Conceptos de Secuenciamiento 
V.2.3.1.1. Árbol de actividades 
 
La Especificación SS de IMS define y utiliza el concepto de árbol de actividades 
para describir una estructura de aprendizaje. La figura 2.11 representa un 
ejemplo de árbol de actividades: 
 
  
Fig 2.11 Árbol de actividades 
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La raíz del Árbol es la actividad “A”, y cada una de sus ramas corresponde a 
una actividad de aprendizaje.  
 
V.2.3.2.2. Clúster 
 
Un clúster consiste en una actividad de aprendizaje 
que contiene subactividades. Incluye una actividad 
padre y sus hijos inmediatos, que pueden ser 
actividades de aprendizaje (hojas) u otros clúster. No 
incluye a los descendientes de los hijos inmediatos. 
Una actividad de aprendizaje que está al final de una 
rama (hoja) no puede ser un clúster. 
       Fig 2.12 Clúster 
V.2.3.2.3. Actividad de aprendizaje 
 
Conceptualmente, es “algo”  que el estudiante hace mientras progresa en su 
aprendizaje. En la figura 2.13 la actividad “Take Lesson” está compuesta por 
tres sub-actividades (“Take a Pre-Test”, “Experience Content” y “Take a Final 
Test”): 
 
 Todas las actividades de aprendizaje tienen 
las siguientes características: 
 Tienen un inicio y un final. 
 Tienen una completitud bien definida y 
unas condiciones asociadas. 
 Pueden consistir de sub-actividades, 
anidadas a cualquier profundidad 
 
Fig 2.13 Ejemplo Actividad 
V.2.3.2.4. Attempts (intentos) 
 
Un attempt se define como un esfuerzo por completar una actividad, y durante 
ese esfuerzo, cero o más objetivos de aprendizaje podrían llegar a satisfacerse. 
Un intento se inicia cuando se identifica la actividad a ser lanzada, y termina 
cuando la implementación de secuenciamiento del LMS identifica la próxima 
actividad a ser lanzada. 
Puede ser que no siempre sea posible completar una actividad en un solo 
intento. Hay muchas situaciones en las que el estudiante puede suspender la 
actividad y seguirla más tarde. 
V.2.3.2. Modelo de definición del Secuenciamiento 
 
El Modelo de Definición de Secuenciamiento es un modelo de información 
derivado de la Especificación de Secuenciamiento Simple (SS) de IMS. Define 
un conjunto de elementos que pueden ser usados por los desarrolladores de 
contenidos para definir comportamientos de secuenciamiento. Los elementos 
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del Modelo de Definición de Secuenciamiento se declaran dentro del Paquete 
de contenidos.  
 
V.2.3.2.1. Modos de Control de Secuenciamiento 
 
Los modos de Control de Secuenciamiento permiten al desarrollador de 
contenidos modificar la secuencia de navegación de las  actividades. Los 
modos de control se utilizan de la siguiente manera: 
 
Durante el procesamiento de una petición de navegación para determinar si la 
solicitud se traducirá en una petición de secuenciación válida. 
Durante varios subprocesos de petición de secuenciamiento para ver cómo se 
tendrán en cuenta las actividades en el momento de  la entrega. 
Durante varios comportamientos de secuencia para afectar como la 
información de trazabilidad es administrada.  
 
La siguiente tabla describe los modos de control que se pueden aplicar:  
 
 
Fig 2.14 Modos de Control de Secuenciamiento de SCORM 
 
El significado de cada uno de estos modos se describe a continuación: 
 
El modo “Sequencing Control Choice” indica si el estudiante puede elegir 
cualquier actividad en un clúster, sin importar el orden.  
El modo “Sequencing Control Choice Exit” indica si una petición de 
navegación elegida puede disparar actividades que no son descendientes de la 
actividad afectada, causando así la terminación de la actividad. Este modo solo 
afecta a actividades activas. 
El modo “Sequencing Control Flow” indica que se soporta el secuenciamiento 
dirigido por el sistema a través de las actividades de un clúster, proporcionando 
un mecanismo para que el estudiante elija continuar a la actividad siguiente o ir 
a la actividad previa. 
El modo “Sequencing Control Forward Only” indica que en el 
secuenciamiento dirigido por el sistema a través de las actividades hijas de un 
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clúster sólo está permitida la navegación a la actividad siguiente y no permite la 
navegación a la actividad previa. 
El modo “Use Current Attempt Objective Information” indica cómo será 
manejada la información del progreso de un objetivo por los hijos de una 
actividad durante el secuenciamiento. 
El modo “Use Current Attempt Progress Information” indica cómo se 
manejará la información del progreso de un intento por los hijos de una 
actividad durante el secuenciamiento. 
 
V.2.3.2.2. Secuenciamiento en SCORM 
 
Sobre cada una de las actividades del árbol mencionado anteriormente se 
definen las reglas de secuenciamiento y de navegación. Éstas se dividen en 
varias categorías entre las que destacamos, dada su mayor factibilidad de uso 
para el secuenciamiento, las siguientes:  
 
 Sequencing Control Modes (Modo de control del secuenciamiento): 
Determina el tipo de navegación que se le permitirá realizar al usuario. 
Para una libre navegación por los contenidos se deben habilitar los 
botones anterior y siguiente. 
 Constrain Choice Controls (Limitar la elección de los Controles): 
Restringe las actividades que el usuario puede seleccionar de la tabla de 
contenido. 
 Sequencing Rules (Reglas de Secuenciación): Especifican las 
condiciones que determinarán que actividades estarán disponibles para 
ser ejecutadas y que actividades deberían ejecutarse próximamente. 
 Limit Conditions (Condiciones Límite): Proporcionan límites en el 
número de veces que las actividades se pueden intentar. 
 Rollup Rules (Reglas de rollup): Especifican las condiciones que 
determinarán el estado de la actividad padre, en base a las actividades 
hijo. 
 Rollup Controls (Controles de Rollup): Determinan qué actividades 
participarán en el proceso de roll-up y cómo se califica este estado en 
relación con otras actividades. 
 Objetivos: Proporcionan una manera de seguir el estado o la situación 
de cada una de las actividades y compartir este estado entre 
actividades. 
 
El Modelo de Secuenciamiento de SCORM se basa en un conjunto de reglas, 
donde cada regla de secuenciamiento está formada por un conjunto de 
condiciones y una acción correspondiente. 
 
Las condiciones son evaluadas usando información del Modelo de Seguimiento 
(Tracking Model) asociado con cada actividad. El comportamiento asociado con 
la acción de la regla es ejecutado, si el valor del conjunto de condiciones de la 
regla es verdadero. El conjunto de condiciones puede ser evaluado o como una 
conjunción o como una disyunción de condiciones dependiendo de cómo lo 
haya dispuesto el diseñador. 
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Las reglas de secuenciamiento se utilizan para definir un secuenciamiento para 
las actividades de aprendizaje. Por ejemplo, si la intención del diseñador 
instruccional es que el estudiante se “salte” un contenido que ya ha demostrado 
dominar, entonces podría usar la regla “If Satisfied, then Skip”. 
 
El elemento Rule Action representa la acción o comportamiento deseado cuya 
ejecución es responsabilidad del LMS durante los diferentes Comportamientos 
de Secuenciamiento. Las acciones de las reglas se pueden clasificar en uno de 
estos tres tipos atendiendo a la situación en la que serán evaluadas: 
• Acciones de Precondición (Precondition Actions). Se aplican cuando se 
recorre el Árbol de Actividades para identificar una actividad a lanzar. 
• Acciones de Post Condición (Precondition Actions). Se aplican cuando 
termina un attempt en una actividad. 
• Acciones de Salida (Exit Actions). Se aplican después de que termina un 
attempt de la actividad descendiente. 
V.2.3.2.2.1. Objetivos 
 
A una actividad de secuenciamiento se le puede asociar uno o más objetivos 
locales (que permanecen sólo durante su ejecución) o globales (perduran 
aunque la ejecución finalice y pueden ser leídos y escritos por cualquier 
actividad, manejándose como variables globales durante la ejecución del SCO). 
Si bien no es obligación definir estos tipos de objetivos, es necesario hacerlo en 
el caso de que se desee modificar el comportamiento de secuenciación del 
SCO. 
 
Cada objetivo debe de ser descrito utilizando los elementos mostrados en la 
siguiente figura: 
 
 
Fig 2.15 Descripción de los objetivos 
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SCORM no describe como se definen, se utilizan o se interpretan los objetivos 
de aprendizaje, pero para ámbitos de secuenciación, cada objetivo asociado a 
una actividad guardará una información de control que permitirá trazar el 
progreso del estudiante a través de los objetivos. 
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ANEXO VII – Diferencias entre SCORM 1.2 y 2004 
 
La versión 1.2 del estándar respondía básicamente a la posibilidad de cargar y 
trasladar contenidos entre diferentes plataformas, con un coste mínimo referido 
a horas de trabajo e implementación para los desarrolladores que realizasen el 
trabajo. 
 
El problema surgió cuando se intentó establecer un sistema de secuenciación 
no lineal en un curso empaquetado bajo el estándar SCORM 1.2, proceso que 
estaba muy limitado y que impedía establecer diferentes rutas de aprendizaje 
dependiendo del desempeño del alumno dentro del curso. 
 
Dicho de otra manera, los cursos empaquetados bajo la versión 1.2 del 
estándar permiten pequeñas variaciones referidas a la secuenciación, las 
cuales no evitan que en definitiva estos cursos tengan una estructura 
demasiado lineal y poco propensa a este tipo de modificaciones. 
Con el estándar 2004, se corrige este problema, ya que es mucho más flexible 
en todo lo referente a la secuenciación, puesto que permite la comunicación 
entre los diferentes SCOs que forman parte del curso, y gracias a las normas 
que el diseñador del curso puede establecer, los cursos pueden ofrecer 
diferentes rutas para la consecución de los objetivos marcados. 
En cuanto al LMS, las versiones no son compatibles, ya que las API, que son 
las responsables de la comunicación entre el LMS y el SCO no son iguales. De 
manera que si queremos adaptar un curso empaquetado bajo el estándar 1.2 
hacia el estándar 2004 encontraremos bastantes dificultades. 
 
Buscando información referente al estándar encontré un documento que 
explica en gran detalle las diferencias entre la versión 1.2 y 2004 [13]. A modo 
de resumen, de este documento se pueden extraer los siguientes cambios de 
la versión 1.2 a la versión 2004: 
 
 La incorporación de contenidos de aprendizaje con secuenciación 
definidos por la especificación Simple Sequencing del IMS Global 
Learning Consortium para abordar la necesidad de una presentación 
dinámica de los contenidos de aprendizaje basada en el rendimiento del 
alumno. 
 Actualizaciones a la especificación IMS Content Packaging. 
 Aprobación de la ECMAScript API de IEEE y de LOM (Learning Object 
Metadata) como estándares oficiales del IEEE y la inclusión de cambios 
a estos artículos para SCORM. 
 Continuar con los esfuerzos de estandarización en el Modelo de Datos 
de IEEE para los contenidos de objetos de comunicación y esquema 
XML Binding para LOM y la inclusión de cambios a estos artículos para 
SCORM. 
 Varias mejoras técnicas basadas en los comentarios de los la 
Comunidad ADL sobre los proyectos y las lecciones aprendidas en la 
implementación SCORM. 
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ANEXO VIII – Estructura del archivo imsmanifest.xml 
 
En este anexo se muestran todos los elementos que puede tener un archivo 
imsmanifest.xml y su definición.  
 <manifest> : elemento raíz 
o identifier: atributo obligatorio que contiene el identificador único 
del contenido 
o version: atributo opcional que contiene el número de versión del 
contenido 
o <metadata> : esquema y versión de SCORM ® utilizados. 
Obligatorio 
 <schema> Obligatorio. Dice que el contenido se ajusta al 
estándar SCORM ® 
 <schemaversion> Obligatorio. Indica la versión de 
SCORM ® a la que se ajusta el contenido 
 <adlcp:location> Opcional. Referencia a un XML donde 
se encuentra la definición de los metadatos. Pueden 
aparecer varios. 
 <lom:lom> Opcional. Metainformación del documento 
definida en el propio documento. Se definirá este elemento 
más adelante, cuando se expliquen los metadatos 
o <organizations> Obligatorio. Define un arbol de actividades, sin 
límite de profundidad. Las hojas del árbol (actividades que no 
tienen hijos) son las que se envían al estudiante y, por tanto será 
un recurso “lanzable” (ver “resources”). Al conjunto de una 
actividad y todas sus descendientes se le llama cluster. Para un 
contenido concreto, pueden definirse varios árboles de actividad. 
Serán estos árboles de actividad los que se empleen para la parte 
de secuenciamiento y navegación. En cualquier caso, hay que 
tener en cuenta que esta organización de los contenidos es 
lógica. La organización física se define en el apartado 
“resources”. 
 default : Atributo obligatorio que contiene el identificador 
de la organización por defecto 
 <organization> Al menos una obligatoriamente 
por content package. 
 identifier Atributo obligatorio, con el identificador 
único (dentro del manifest) de la organización 
 structure: Este atributo es opcional. Si no se 
especifica, su valor por defecto es “hierarchical” 
 <title> Obligatorio. Representa el título de la 
organización 
 <item> Obligatorio al menos uno. Define una 
actividad del árbol. 
 identifier identificador de la actividad (único 
en el manifest) 
 identifierref identificador del recurso 
asociado a la actividad (obligatorio sólo para 
las hojas) 
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 parameters Cadena de parámetros de 
invocación del recurso (se usa en las hojas 
del árbol de actividad, es opcional) 
 isvisible Valor por defecto "true". Indica si 
este elemento debe pintarse cuando la 
estructura del paquete sea mostrada 
 <title> Obligatorio. Título de la actividad 
 <item> Opcional. Actividad o actiovidades 
hijas (tienen la misma estructura que la que 
se está describiendo) 
 <metadata> Opcional. Si aparece, solo 
puede haber uno. Metainformación de la 
organización 
 <adlcp:location> Opcional. 
Referencia a un XML donde se 
encuentra la definición de los 
metadatos. Pueden aparecer varios. 
 <lom:lom> Opcional. Metainformación 
del documento definida en el propio 
documento. Se definirá este elemento 
más adelante, cuando se expliquen los 
metadatos 
 <imsss:sequencing> Opcional. Información 
sobre el secuenciamiento del elemento. Por 
su complejidad y extensión, este apartado se 
trata aparte 
 <metadata> Opcional. Metainformación de la 
organización 
 <adlcp:location> Opcional. Referencia a un 
XML donde se encuentra la definición de los 
metadatos. Pueden aparecer varios. 
 <lom:lom> Opcional. Metainformación del 
documento definida en el propio documento. 
Se definirá este elemento más adelante, 
cuando se expliquen los metadatos 
o <resources> Obligatorio. Un contenido está compuesto por 
unidades de aprendizaje. Cada una de estas unidades es 
un resource. Una unidad está compuesta por una página o 
documento visualizable por un navegador Web que puede usar 
otros ficheros interpretables por el navegador (flash, JS, 
imágenes…), y no pueden ser páginas que necesiten 
procesamiento en el lado servidor (JSP, ASP, PHP). Pueden ser 
“lanzables” o “no-lanzables”. Son “lanzables” si definen un fichero 
web como punto de lanzamiento (si tienen atributo “href”) 
 xml:base : Atributo opcional. Ruta relativa para todos los 
recursos 
 <resources> Obligatorio al menos 1 
 id Atributo oboligatorio. Identificador único del 
recurso dentro del manifest 
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 type : Atributo obligatorio. tipo de recurso. Fijar a 
“webcontent” 
 adlcp:SCORM ®Type Atributo obligatorio. Tiene 
dos valores posibles: “asset” si el recurso no 
necesita acceder al entorno de ejecución de 
SCORM ®. Si necesita acceder a dicho entorno de 
ejecución, el tipo es “sco” (SCO = Shareable 
Content Objects) 
 href : Atributo opcional. Indica la URL del punto de 
lanzamiento del  recurso (por ejemplo, la página 
HTML que contiene el texto) 
 xml:base : Atributo opcional. Ruta relativa para 
todos los ficheros del recurso 
 <metadata> Tendrá uno o ninguno. 
 <file> uno o más (al menos uno). Ficheros incluidos 
en el recurso 
 href: Atributo obligatorio que indica el path 
del fichero que se está definciendo 
 <dependency>. En caso de haber dependencias, 
deben declararse debajo de todos los ficehros 
 identifierref : atributo obligatorio. Es el 
identificador de otro recurso (resource) del 
paquete 
 <imsss:sequencing> Opcional. Informaciñon sobre las reglas de 
secuenciamiento del elemento 
o ID: Atributo Opcional, identificador único en todo el manifest 
o IDRef Atributo Opcional, identificador de un conjunto de 
secuenciamiento reutilizable definido en algún otro punto del XML 
o <controlMode> Especifica el modo de control para el elemento 
 choice: opcional, valor “true” por defecto. Si esta a “true”, 
el usuario puede elegir a que actividad saltar 
 chioceExit: opcional, valor “true” por defecto. Cuando está 
activo, permite terminar una actividad si el usuario desea 
saltar a otra (usando “choice”) 
 flow: opcional, valor “false” por defecto. Con valor “true”, 
permite navegacar secuencialmente (enlaces tipo “anterior-
siguiente”) entre las actividades hijas de la que declara el 
atributo 
 forwardOnly: opcional, valor “false” por defecto. Con valor 
“true”, indica que no se puede acceder a actividades 
anteriores en el árbol de actividad 
 useCurrentAttemptObjectiveInfo opcional, valor “true” 
por defecto. Indica, si vale “true”, que únicamente se tendrá 
en cuenta el progreso en la consecución del objetivo de las 
actividades hijas obtenido en el intento (attempt) actual. 
 useCurrentAttemptProgressInfo opcional, valor “true” por 
defecto. Con valor “true”, significa que sólo se tendrá en 
cuenta el progreso en las actividades hijas obtenido en el 
intento (“attempt”) actual 
Desarrollo e integración en fraktalis de un sistema de gestión de cursos 
SCORM  destinado a la formación en el mundo marítimo 
152 
 
o <sequencingRules> Define el comportamiento del 
secuenciamiento de una actividad. Cada actividad puede definir 
un número ilimitado de reglas de navegación 
 <preConditionRule> Se usan para decidir si una actividad 
se debe enviar al usuario. Pueden definirse n 
precondiciones 
 <ruleConditions> 
 conditionCombination Atributo opcional. 
Por defecto, el valor es “all”. Especifica cómo 
deben combinarse las reglas definidas. Si 
toma el valor “any”, equivale a un OR entre 
las reglas. Si vale “all”, equivale a un AND 
 <ruleCondition> 
 referencedObjective (opcional) 
identificador de un objetivo local 
asociado a la actividad. Se usará su 
estado para la evaluación de las 
condiciones. Si no se declara este 
atributo, se toma por defecto el 
objetivo declarado como principal 
 measureThreshold (opcional) valor 
umbral para las condiciones basadas 
en medidas. Debe tomar u valor entre -
1’0000 y 1’0000, con una precisión de 
al menos 4 decimales 
 operator (opcional, por defcto “noOp”). 
Puede tomar como valor “not” o 
“noOp”. “not” niega la condición y 
“noOp” la deja como está 
 condition (obligartorio) Valores 
posibles: 
 satisified 
 objectiveStatusKnown 
 objectiveMeasureKnown 
 objectiveMeasureGreaterThan 
 objectiveMeasureLessThan 
 completed 
 activityProgressKnown 
 attempted 
 attemptLimitExceeded 
 timeLimitExceeded 
 outsideAvaliableTimeRange 
 always 
 <ruleAction> establece el comportamiento deseado 
si la condición se evalúa a “true” 
 action Obligatorio. Puede tomar uno de los 
valores siguientes 
 skip 
 disabled 
 hiddenFromChoice 
153 Anexos 
 
   
 topForwardTraversal 
 <exitConditionRule> reglas de secuenciamiento que se 
aplican cuando acaba el intento (attempt) de una actividad 
hija 
 <ruleConditions> Es igual que en el caso anterior 
 <ruleAction> valores posibles: 
 exit 
 <postConditionRule> descripción de acciones que 
controlan las decisiones de secuenciamiento cuando el 
intento (Attempt) termina 
 <ruleConditions> Es igual que en el caso anterior 
 <ruleAction> valores posibles 
 exitParent 
 exitAll 
 retry 
 retryAll 
 continue 
 previous 
o <limitConditions> Condición de finalización de la actividad 
 attemptLimit atributo opcional, indica el máximo número 
de intentos para la actividad. Debe ser un número entero 
positivo 
 attemptAbsoluteDurationLimit Tiempo máximo que 
puede empelar un estudiante en superar una actividad. 
Sólo cuenta el tiempo activo, no cuenta el tiempo que la 
actividad esté suspendida 
o <rollupRules> conjunto de reglas que controlan la relación entre 
el progreso en un a actividad y el progreso de su actividad padre 
 rollupObjectiveSatisifed Atributo opcional, valor por 
defecto “true”. Indica que el estado de objetivo satisfecho 
de la actividad está incluido en el progreso de la actividad 
padre 
 rollupProgressCompletion Atributo opcional, por defecto 
“true”. Cuando está activo significa que el estado de 
completitud del intento (“attempt”) en la actividad está 
incluido en el de su actividad padre 
 objectiveMeasureWeight Atruibuto opcional, valor por 
defecto 1.0000. Puede tomar valores entre 0.0000 y 
1.0000, con al menos 4 decimales de precisión. 
Representa el peso que se asigna al progreso en esta 
actividad al contarla en la actividad padre 
 <rollupRule> 
 childActivitySet Atribnuto opcional, con valor por 
defecto “all”. Representa qué valores de las reglas 
definidas se tienen en cuenta para evaluar el “rollup” 
de la actividad. Valores permitidos: all, any, none, 
atLeastCount, atLeastPercent 
 minimumCount Opcional, valor por defecto 0 
(cero). Se emplea cuando se 
especifica childActivitySetcon valor “atLeastCount”. 
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Indica el número mínimo de hijos que deben 
evaluarse a verdadero para que la condición se 
evalúe a verdadero 
 minimumPercent Opcional, valor por defecto 
0.0000. Tiene el mismo significado que el atributo 
anterior, pero aplicado al valor atLeastPercent. 
Valores válidos entre 0.0000 y 1.0000, con al menos 
4 decimales 
 <rollupConditions> 
 conditionCombination indica si se debe 
hacer un OR (valor “any”) o un AND (valor 
“all”) de las condiciones definidas. Por 
defecto toma el valor “any” 
 <rollupCondition> 
 operator Mismo signidficado y sintaxis 
que el operator de las rule 
conditions (ver más arriba) 
 condition Valores posibles: 
 satisified 
 objectiveStatusKnown 
 objectiveMeasureKnown 
 completed 
 activityProgressKnown 
 attempted 
 attemptLimitExceeded 
 timeLimitExceeded 
 outsideAvaliableTimeRange 
 <rollupAction> 
 action indica el comportamiento deseado si 
se cumple la condición. Valores posibles: 
 satisfied 
 notSatisfied 
 completed 
 incomplete 
o <objectives> Objetivos asociados a una actividad 
 <primaryObjective> Identifica al objetivo que contribuye al 
“rollup” de la actividad 
 satisfiedByMeasure Atributo opcional, por defecto 
“false”. Si vale “true”, debe usarse el campo 
<minNormalizedMeasure> en lugar de cualquier otro 
método para determinar si el objetivo está satisfecho 
 objectiveID identificador único del objetivo. Es 
opcional, pero debe especificarse en el caso de usar 
un <mapInfo> 
 <minNormalizedMeasure> especifica el valor 
(entre -1 y 1, ambos inclusive) mínimo para 
considerar el objetivo satisfecho 
 <mapInfo> relaciona la información de un objetivo 
definido para una actividad con un objetivo definido 
como global 
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 targetObjectiveID identificador del objetivo 
global. Obligatorio 
 readSatisfiedStatus Atributo opcional, “true” 
por defecto”. Significa que el valor del estado 
de satisfacción del objetivo local debe 
recogerse del objetivo global cuando no se 
defina progreso para el objetivo local 
 readNormalizedMeasure Opcional, valor por 
defecto “true”. Indica que de debe recogerse 
del objetivo local la medida normalizada 
cuando no se defina para el objetivo local 
 writeSatisfiedStatus Por defecto “false”. 
Significa que debe escribirse en el objetivo 
global el estado de satisfacción del objetivo 
local cuando termine el intento de la actividad 
 writeNormalizedMeasure Por defecto 
“false”. Indica si se debe escribir al objetivo 
global el valor de la medida normalizada del 
objetivo local cuando termine el intento en la 
actividad 
 <objective> define objetivos que no contribuyen al “rollup” 
asociado a la actividad. Sólo puede existir si se ha definido 
un <primaryObjective> (aunque sea vacío). Se define igual 
que el <primaryObjective> 
o <randomizationControls> describe como se ordenan los hijos 
de una actividad durante su secuenciamiento 
 randomizationTiming valor por defecto “never”. Este 
atributo indica cuándo debe realizarse la ordenación de los 
hijos. Valores permitidos: “never”, “once”, 
“onEachNewAttempt” 
 selectCount es un entero no negativo (opcional) que 
indica el número de actividades hijas que deben 
seleccionarse de todo el conjunto de hijos de la actividad 
 reorderChildren Atributo opcional, con valor “false” por 
defecto. Si está activo, el orden de las actividades hijas es 
aleatorio 
 selectionTiming Atributo opcional, con valor por defecto 
“never”. Dice cuando debería realizarse la selección. 
Puede tomar los mismos valores que 
el randomizationTiming 
o <deliveryControls> describe acciones y controles utilizados 
cuando se envía una actividad 
 tracked (opcional, “true” por defecto). Indica que la 
información sobre el progreso del objetivo y del progreso 
de la actividad (o del intento) deben grabarse y estos datos 
contribuirán al “rollup” de la actividad padre 
 completionSetByContent Atributo opcional, que toma el 
valor “false” por defecto. Si está activo, significa que el 
estado de completitud del intento será fijado por el SCO 
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 objectivesSetByContent Atributo opcional, que toma el 
valor “false” si no se especifica lo contrario. Si se marca 
como “true”, quiere decir que el estado de satisfacción del 
objetivo (principal) asociado a la actividad será fijado por el 
SCO 
o <adlseq:constrainedChoiceConsiderations> describe las 
restricciones a las navegaciones de tipo “choice”. Estas 
restricciones sólo son validas para la actividad para la cual se 
definen 
 preventActivation Atributo opcional (valor por defecto 
“false”) que indica que no deben iniciarse intentos en 
actividades hijas hasta que la actividad actual sea su padre 
 constrainChoice Opcional, con valor por defecto “false”. 
Solo permite el acceso a actividades que puedan 
considerarse “siguientes” de la actividad con esta 
restricción 
o <adlseq:rollupConsiderations> describe cuándo una actividad 
debe incluirse en el proceso de “rollup” 
 requiredForSatisfied Opcional, valor por defecto “always”. 
Indica la condición bajo la cual la actividad es incluida en el 
cálculo de satisfacción de su actividad padre 
 requiredForNotSatisfied Opcional, valor por defecto 
“always”. Indica la condición bajo la cual la actividad debe 
incluirse en la evaluación de la no-satisfacción de una regla 
de “rollup” de la actividad padre. 
 requiredForCompleted Opcional, valor por defecto 
“always”. Indica la condición bajo la cual la actividad debe 
incluirse en la evaluación de la completitud de una regla de 
“rollup” de la actividad padre. 
 requiredForIncomplete Opcional, valor por defecto 
“always”. Indica la condición bajo la cual la actividad debe 
incluirse en la evaluación de la incompletitud de una regla 
de “rollup” de la actividad padre. 
 measureSatisfactionIfActive Opcional, valor por defecto 
“true”. Si está activo, quiere decir que la medida 
(“measure”) debe usarse para determinar la 
satisfaccióndurante el “rollup” cuando la actividad está 
activa 
 Todos los artributos anteriores, a excepción del último, 
pueden tomar uno de estos valores: 
 Always 
 ifAttempted 
 ifNotSkipped 
 ifNotSuspended 
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ANEXO IX – Variables SCORM 2004 
 
RUNTIME CMI / ADL.NAV DATAMODEL 
 
cmi._version 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Representa la versión del modelo de datos. 
 
 
cmi.comments_from_learner._children 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Muestra una lista con los elementos soportados por el modelo de datos (data model). 
 
 
cmi. comments_from_learner._count 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción 
Describe el número actual de los comentarios del 
estudiante que están siendo almacenados por el LMS 
para el SCO. 
 
 
cmi.comments_from_learner.n.comment 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Describe una [textual input] 
 
 
cmi.comments_from_learner.n.location 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Indica el punto en el SCO al cual el comentario se aplica. 
 
cmi.comments_from_learner.n.timestamp 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Indica el punto en el tiempo más reciente en el que el comentario fue creado o modificado. 
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cmi.comments_from_lms._children 
 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción 
Listado de los elementos soportados por el data model. 
Este elemento es utilizado por un SCO para determinarse 
qué elementos son soportados por el LMS. 
 
 
cmi. comments_from_lms._count 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Describe el número actual de comentarios de los LMS que están siendo almacenados actualmente por el LMS. 
 
 
cmi. comments_from_lms.n.comment 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Describe los comentarios o las anotaciones asociados a un SCO. 
 
 
cmi. comments_from_lms.n.location 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Indica el punto en el SCO al cual el comentario se aplica. 
 
 
cmi. comments_from_lms.n.timestamp 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Indica el punto en el tiempo más reciente en el que el comentario fue creado o modificado. 
 
 
cmi.completion_status 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Indica si el estudiante ha terminado o no el SCO (curso) 
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cmi.completion_threshold 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Este elemento se puede utilizar para determinar si el SCO se debe considerar completo. 
 
 
cmi.credit 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Indica si el estudiante está acreditado para usar el curso (SCO). 
 
 
cmi.entry 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Contiene la información que afirma si el estudiante ha tenido acceso previamente al SCO. 
 
 
cmi.exit 
Obligatoria Sí, será puesto en ejecución por el LMS como write-only. 
Descripción Indica como o porque un estudiante dejó el curso (SCO) 
 
 
cmi.interactions._children 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción 
Listado de los elementos soportados por el data model. 
Este elemento es utilizado por un SCO para determinarse 
qué elementos son soportados por el LMS. 
 
 
cmi.interactions.._count 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Describe el número de las interacciones que son almacenadas por el LMS. 
 
 
Desarrollo e integración en fraktalis de un sistema de gestión de cursos 
SCORM  destinado a la formación en el mundo marítimo 
160 
 
cmi.interactions.n.id 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Es una etiqueta para la interacción. Esta etiqueta será única por lo menos dentro del alcance del SCO. 
 
 
cmi.interactions.n.type 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write.  
Descripción Indica que tipo de interacción se registrar en una instancia de una interacción. 
 
 
cmi.interactions.n.objectives._count 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción 
Número actual de los objetivos (identificadores objetivos) 
almacenados por el LMS para la interacción dada (los 
datos de la interacción almacenados en la posición n). 
 
 
cmi.interactions.n.objectives._id 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción una etiqueta para los objetivos asociados a la interacción. 
 
 
cmi.interactions.n.timestamp 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción 
punto en el tiempo en cuál la interacción fue puesta a 
disposición del estudiante para la interacción y la 
respuesta del mismo. 
 
 
cmi.interactions.n.correct_responses._count 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Se utiliza para describir el número actual de respuestas correctas que contiene almacenadas el LMS. 
 
 
161 Anexos 
 
   
cmi.interactions.n.correct_responses.n.pattem 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Define un patrón de respuestas correctas para la interacción. 
 
 
cmi.interactions.n.weighting 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Es el peso dado a la interacción que se puede utilizar por el SCO para computar un valor para una puntuación. 
 
 
cmi.interactions.n.learner_response 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción 
Datos generados por el estudiante al responder una 
interacción. 
 
 
 
cmi.interactions.n.result 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write.  
Descripción Juicio (corrección) de las respuestas del estudiante.  
 
 
cmi.interactions.n.latency 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción 
Tiempo transcurrido entre que la interacción (pregunta) 
fue puesta disponible para el estudiante y el tiempo de la 
primera respuesta. 
 
 
cmi.interactions.n.description 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Escrito informativo describiendo la interacción 
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cmi.launch_data 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Proporciona datos específicos a un SCO justo después de su lanzamiento (inicialización). 
 
 
cmi.learner_id 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable. 
Descripción Identifica al estudiante que inicia el curso. 
 
 
cmi.learner_name 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable. 
Descripción Representa el nombre del estudiante. 
 
 
cmi.learner_preference._children 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción 
Lista los elementos apoyados por el modelo de datos. Es 
utilizado por un SCO para saber  los elementos del 
modelo de datos que están apoyados por el LMS. 
 
 
cmi.learner_preference.audio_level 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Especifica un cambio previsto en un nivel de audio 
percibido según un nivel de referencia (implementación-
específico). 
 
 
 
 
cmi.learner_preference.language 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Lengua preferida por el estudiante para la capacidad multilingüe con el SCO. 
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cmi.learner_preference.delivery_speed 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Especifica la velocidad relativa preferida por el estudiante del contenido. 
 
 
cmi.learner_preference.audio_captioning 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Especifica en subtitulo el texto correspondiente al audio lanzado. 
 
 
cmi.location 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Localización actual en el SCO del estudiante. 
 
 
cmi.max_time_allowed 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Máximo tiempo permitido para que un estudiante utilice el SCO. 
 
 
cmi.mode 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción 
Identifica uno de tres modos posibles en los cuales el 
SCO se pueda presentar al estudiante. 
Modos browse = no-credit // review = no-credit // normal 
= credit o no-credit 
 
 
cmi.objectives._children 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción 
Listado de elementos soportados por el data model. Este 
elemento es utilizado el SCO para determinarse qué 
elementos son soportados por el LMS. 
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cmi.objectives._count 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Número de los objetivos que son almacenados por el LMS. 
 
 
cmi.objectives.n.id 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Es un identificador para el objetivo y será único, por lo menos dentro del alcance del SCO. 
 
 
cmi.objectives.n.score._children 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción 
Listado de los elementos soportados por el data model. 
Este elemento es utilizado por el SCO para determinarse 
qué elementos son soportados por el LMS. 
 
 
cmi.objectives.n.score.scaled 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Número que refleja el funcionamiento del estudiante ante un objetivo. 
 
 
cmi.objectives.n.score.raw 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Número que refleja el funcionamiento del estudiante relativo limitado entre un mínimo y un máximo. 
cmi.objectives.n.score.min 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción El mínimo valor del objetivo según el rango de store.raw 
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cmi.objectives.n.score.max 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción El valor máximo de un objetivo según el rango del store.raw 
 
 
cmi.objectives.n.success_status 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Indica si el estudiante paso el objetivo (modos  pasado , fallado y desconocido). 
 
 
cmi.objectives.n.completion_status 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Indica si el estudiante a completado el objetivo (modos completado, incompleto, sin empezar , desconocido). 
 
 
cmi.objectives.n.progress_measure 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Indica el progreso completado de un estudiante en un objetivo. 
 
 
cmi.objectives.n.description 
Obligatoria Si, será puesto en ejecución por el LMS como read/write. 
Descripción Escrito informativo con la descripción del objetivo. 
cmi.progress_measure 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Medida del progreso que el estudiante ha hecho al terminar el SCO 
 
 
 
cmi.scaled_passing_score 
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Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción La nota necesaria para aprobar el contenido (SCO). 
 
 
cmi.score.children 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Representa un listado de los elementos soportados. 
 
 
cmi.score.scaled 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Es un número que refleja el funcionamiento del estudiante. 
 
 
cmi.score.raw 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción 
Número que refleja el funcionamiento del estudiante en 
referencia a los valores marcados como máximo y 
mínimo. 
 
 
cmi.score.min 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Valor mínimo marcado en el score.raw 
 
 
 
cmi.score.max 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Valor máximo marcado en el score.raw 
 
 
cmi.session_time 
Obligatoria Sí, será puesto en ejecución por el LMS como write-only. 
Descripción Es el tiempo que el estudiante ha pasado en la sesión actual en el contenido ( SCO ). 
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cmi.success_status 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Indica si el estudiante aprobó el contenido. 
 
 
cmi.suspend_data 
Obligatoria Sí, será puesto en ejecución por el LMS como read/write. 
Descripción Proporciona la información que se crea por un SCO como resultado del acceso de un estudiante a dicho SCO. 
 
 
cmi.time_limit_action 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Indica lo que debe hacer el SCO cuando se excede cmi.max_time_allowed. 
 
 
cmi.total_time 
Obligatoria Sí, será puesto en ejecución por el LMS como inalterable (readonly). 
Descripción Es la suma de todo los tiempos de la sesión (cmi.session_time) del estudiante. 
 
 
 
adl.nva.request 
Descripción 
La petición del navegador de ser procesado 
inmediatamente después Terminate() . 
 
 
 
adl.nva.request_valid.continue 
Descripción Determina si una petición de continuar navegando tiene éxito. 
 
 
adl.nva.request_valid.previous 
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Descripción Determina si una petición de la anterior navegación tuvo éxito. 
 
 
adl.nva.request_valid.choice 
Descripción Determina si un pedido de navegación por una actividad particular tuvo éxito. 
 
