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Abstrakt 
 
 
Tato práce se zabývá návrhem a implementací SW architektury řízení bezpilotního letounu za 
účelem sběru letových dat, integrace automaticky generovaného kódu autopilota z nástroje 
Matlab Simulink a komunikace s pozemní stanicí. 
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Abstract 
 
This thesis describes design and implementation of SW architecture for autopilot of 
unmanned aircraft including flight data logging, integration of automatically generated code 
from Matlab Simulink and communication with ground station. 
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1. ÚVOD 
Řízení dopravních letadel prodělalo s nástupem procesorů a řídící elektroniky razantní 
změny, kdy z původně čistě mechanické vazby mezi ovládacími prvky a řídícími plochami 
došlo až k složitým softwarovým systémům, které vyhodnocují velkou paletu vstupů a řídí 
letadlo pomocí servomechanismů. Tyto soustavy obsahují jednak automatickou stabilizaci 
letadla pro manuální let, dále pak funkce autopilota pro snížení zátěže pilotů a nesmíme 
zapomenout ani na bezpečnostní funkce, jako je například kontrola letové obálky. V poslední 
době se přidává kontrola komfortu cestujících a také optimalizace letu s ohledem na spotřebu 
paliva, což vede k velké komplexnosti těchto systémů a tím i zvýšeným nákladům na jejich 
vývoj a testování.  
S ohledem na předpisy pro takovýto letecký software, který musí splňovat přísná 
bezpečnostní kritéria a musí projít náročnou validací a certifikací, se pro vývoj používá tzv. 
model based design, kdy je nejprve vytvořen odpovídající matematický model letadla, na 
kterém jsou pak navrhnuty a ověřeny řídící smyčky. Kompletní funkčnost systému je 
vytvořena ve specializovaném programu, ze kterého je následně vygenerován validní kód 
splňující veškeré požadavky certifikace. Tento přístup dovoluje snížit náklady na vývoj, 
neboť návrh probíhá v grafickém prostředí, které tvoří přehledné schéma a navíc obsahuje 
sadu nástrojů pro posouzení kvality řízení. Dále dochází ke snížení výdajů spojených s  
letovými testy, neboť je celý návrh prováděn na virtuálním modelu dovolujícím ověření i 
nestandartních podmínek a letové testy pak slouží pouze pro verifikaci vytvořeného systému. 
Vývojem a dodávkou těchto řídících algoritmů se zabývá i společnost Honeywell 
Aerospace, která má v Brně vývojové centrum, podílející se na návrhu systémů jednak pro 
velké letouny firem jako Boeing, Dassault nebo Bombardier, tak i malých letadel určených 
pro rekreační létání. V této společnosti vyvstal problém ověření nových metod řízení 
v reálném prostředí, neboť ani nejlepší matematické modely nedokáží přesně popsat chování 
letadla. Jelikož jsou letové testy na velkých letadlech velmi nákladné a časově náročné, bylo 
rozhodnuto vyvinout malé bezpilotní letadlo Skydog, do kterého by bylo možné integrovat 
vygenerovaný kód a ověřit základní funkčnost těchto nových algoritmů. 
V návaznosti byl vytvořen tým 4 studentů oboru Mechatronika na VUT v Brně, který 
si vzal za úkol v rámci svých diplomových prací vytvořit takovéto bezpilotní letadlo 
s veškerým potřebným hardwarem a softwarem pro následné jednoduché používání v rámci 
společnosti. 
Cílem této práce je návrh SW architektury pro tento letoun s ohledem na jednoduchou 
integraci automaticky generovaných řídících algoritmů, logováním potřebných letových dat a 
v neposlední řadě také s komunikací s pozemní stanicí pro nastavení a monitoring systému za 
letu.  
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2. FORMULACE PROBLÉMU 
2.1. Požadavky na systém 
V návaznosti na komunikaci se zástupci firmy Honeywell Aerospace byly 
identifikovány základní požadavky na systém Skydog s ohledem na budoucí využití ve 
společnosti: 
 Použít dostupný drak letounu  
o Konstrukce letadla – kompaktní hornoplošník s tažnou vrtulí, odolný, 
jednoduše opravitelný v případě kolize a s místem pro integraci řídící 
elektroniky 
o Nosnost letadla musí dostačovat pro kompletní instalaci elektroniky a 
baterií 
 Vybavit letadlo všemi potřebnými senzory a RC dálkovým ovládáním pro 
manuální i autonomní let (let podle zadaných GPS bodů)  
 Zvolit nejvhodnější z dostupných řídících desek s ohledem na: 
o Jednoduchou integraci řídicích algoritmů z prostředí Matlab Simulink 
o Výkon použitého procesoru (využití i pro náročné výpočty) 
o Čtení dat z použitých senzorů 
o Možnosti komunikace s pozemní stanicí 
o Možnost přepnutí do plně manuálního módu v případě jakéhokoliv 
problému (bezpečnost systému) 
o Rozšiřující rozhraní (I2C, SPI, CAN) pro připojení případných dalších 
modulů (např. pokročilá navigace, systém vyhýbání překážek atd.) 
 Zapojit vybranou řídící desku do letadla a provést letová měření v manuálním 
módu s logováním potřebných dat 
 Vytvořit odpovídající matematický model systému na základě popisu systému 
a naměřených dat 
 Navrhnout autopilota a systém řízení letu na sestavený model v prostředí 
Matlab Simulink  
 Použít automatické generování kódu a integrovat vytvořený řídicí systém do 
zvolené desky 
 Ověřit řídicí smyčky při letových testech  
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2.2. Rozdělení práce 
S ohledem na komplexitu požadavků na tento systém byl vytvořen tým 4 studentů 
oboru Mechatronika na VUT v Brně, který si podle zkušeností jednotlivých členů a jejich 
oboru zájmu rozdělil kompetence a jednotlivé podúlohy, které zpracoval v rámci svých 
diplomových prací ([10], [11], [12]). Tyto dokumenty spolu úzce souvisejí, tudíž je pro úplné 
pochopení vytvořené soustavy potřeba projít i ostatní zde zmíněné práce. Dále je uveden 
seznam ostatních členů týmu a stručný popis jejich úkolů: 
 
Bc. David Kraus   
 Výběr vhodného draku letounu a jeho sestavení 
 Výběr a osazení letadla řídícími servomotory, motorem, baterií, radiopřijímačem a 
telemetrií  
 Výběr a integrace potřebných senzorů  
 Výběr vhodné řídící desky z pohledu HW 
 Integrace zvolené desky do letadla, zapojení senzorů 
 Rešerše, výběr a implementace vhodného stabilizačního algoritmu 
 Pilotování letadla, provádění letových testů 
 
Bc. Libor Příleský 
 Zpracování naměřených dat z identifikačních letových testů 
 Vytvoření matematického modelu v prostředí Matlab Simulink na základě parametrů 
použitého letadla  
 Ověření správnosti virtuálního modelu porovnáním s reálnými letovými daty 
 Rešerše metod identifikace virtuálního modelu pomocí letových dat 
 Použití vhodné metody identifikace modelu z letových dat a zhodnocení výsledků 
 
Bc. Jakub Němeček 
 Rešerše a porovnání užívaných algoritmů pro navigaci letadla 
 Výběr a implementace vhodného algoritmu v prostředí Matlab Simulink 
 Ověření funkčnosti autopilota na matematickém modelu 
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2.3. Cíle této diplomové práce 
Motivací této práce je vytvoření SW architektury autopilota bezpilotního letounu pro 
letové testy různých řídících algoritmů vytvořených v prostředí Matlab Simulink. Konkrétněji 
se jedná o: 
1. Návrh SW architektury pro řízení bezpilotního letounu  
Návrh a popis systémové struktury autopilota s využitím dostupných open source 
řešení pro splnění požadavků na daný systém.  
2. Logování letových dat na SD kartu 
Vytvoření programu pro ukládání letových dat ze senzorů na SD kartu, která 
poslouží pro ověření vytvořeného matematického modelu a posouzení kvality 
navrhnutého řízení. 
3. Integrace automaticky generovaného kódu autopilota do řídící elektroniky 
Nastavení modelu v prostředí Matlab Simulink, generování kódu a jeho integrace 
do zvolené řídicí desky.  
4. Komunikace s pozemní stanicí 
Popis zvolené telemetrické soustavy především z pohledu použitého protokolu pro 
přenos dat mezi letadlem a pozemní stanici 
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3. POPIS POUŽITÉHO SYSTÉMU 
3.1. Letadlo 
Na základě požadavků byl zvolen model Multiplex Funclub z odolné pěnové hmoty 
ELAPOR, díky které model dosahuje dostatečné pevnosti se zachováním velmi nízké 
hmotnosti. Další výhodou tohoto materiálu je poměrně jednoduchá opravitelnost v případě 
kolize letadla, kdy stačí použít vhodné lepidlo a oddělené části znovu slepit. Tento model 
obsahuje úplnou sadu řídicích ploch (výškovka, směrovka, křidélka a klapky), čímž je vhodný 
pro využití s autopiloty navrženými na velká letadla.  
Letoun byl dále osazen standartními modelářskými komponenty – serva, přijímač, 
regulátor a motor s vrtulí byly zvoleny především s ohledem na rozměry a hmotnost systému, 
jejich podrobnější popis je možno nalézt v práci Bc. Davida Krause [10]. Základní parametry 
zvoleného letadla přehledně sdružuje následující tabulka: 
 
Rozpětí 1400 mm 
Délka 980 mm 
Plocha křídla 38,5 dm2 
Hmotnost prázdného letounu 453 g 
Hmotnost osazeného letounu 1130 g 
Výkon motoru 350 W 
Baterie  2200mAh/11.1V 
Délka letu 15-20 min 
Tabulka 1: Parametry zvoleného letadla 
 
Obr. 1. Použité letadlo – Multiplex Funclub. Zdroj: Bc. David Kraus 
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3.2. Senzory 
Pro úspěšné řízení letadla je zapotřebí soustava senzorů, která slouží jednak k určení 
jeho polohy v prostoru, dále k určení jeho okamžité rychlosti a zrychlení ve všech osách a 
vůči různým souřadným soustavám a v neposlední řadě také monitoringu systému (např. 
měření napětí baterie). Z tohoto pohledu byla instalována většina senzorů přítomných na 
velkých letadlech, byť samozřejmě často v jednodušším provedení. Chybí pouze senzor úhlu 
náběhu a úhlu vybočení, u kterých bohužel neexistuje komerčně dostupný produkt, který by 
svými vlastnostmi vyhovoval zvolené platformě. Po uvážení náročnosti vývoje vlastního 
senzoru bylo tedy rozhodnuto tyto hodnoty neměřit a v návrhu autopilota využít ostatní 
senzorová data. 
 K určení polohy v prostoru se využívá zejména tříosých akcelerometrů, gyroskopů a 
magnetometrů, jejichž kombinované výstupy po zpracování určují natočení systému kolem 
všech os a jeho derivace. Společně s rychlým vývojem těchto součástek se dnes jedná o velmi 
malé integrované obvody, které navíc velmi často bývají umístěny na společné desce, 
případně rovnou na řídící desce celého systému. 
Navigace letadla pak probíhá pomocí GPS senzoru, který při dostatečném množství 
viditelných satelitů umožňuje určit absolutní polohu a rychlost pohybu vzhledem k zemské 
souřadnicové soustavě. Tento hojně dostupný senzor je vhodné umístit na vnější plášť letadla, 
komunikace s řídící jednotkou pak probíhá například pomocí rozhraní UART. 
Pro měření výšky a dopředné rychlosti vzhledem k vzduchu bylo využito 
barometrického senzoru umístěného přímo na použité řídící desce a Pitotovy trubice umístěné 
v křídle. Tu se nám bohužel nepodařilo uspokojivě zprovoznit nejprve z důvodu nedostatečné 
přesnosti vybraného snímače v daných provozních podmínkách (nízká rychlost letounu), po 
zakoupení přesnějšího digitálního senzoru pak z důvodů problémů v komunikaci s řídící 
deskou. Z tohoto důvodu byla za dopřednou rychlost považována hodnota z GPS, což ale platí 
pouze za bezvětří, proto byla většina letových testů prováděna při co nejmenší rychlosti větru. 
Konkrétní typy a vlastnosti použitých senzorů obsahuje práce Bc. Davida Krause [10], 
zde byl uveden pouze stručný popis potřebných snímačů a jejich umístění na letadle.  
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4. REŠERŠE 
4.1. Dostupné řídící desky 
V posledních několika letech došlo v souvislosti s miniaturizací a zlevnění potřebné 
elektroniky k vytvoření velkého množství řídích desek určených specificky pro bezpilotní 
prostředky v celé použitelné škále, tedy od volnočasového modelářského létání pro zábavu až 
po profesionální komerční prostředky využitelné ve velkých systémech. Tyto desky se liší 
především použitým procesorem, obsaženými senzory a typem dalších využitelných sběrnic. 
V souvislosti se zadáním projektu a použitým letadlem bylo rozhodnuto vybrat 
dostupnou desku spíše z volnočasového spektra, která by ovšem v co největší míře 
obsahovala aspekty velkých řídicích systémů používaných v klasickém letectví a měla 
dostatek výpočetního výkonu i pro náročné řídící algoritmy. Dále byla při výběru zohledněna 
náročnost integrace generovaného kódu a případné využití SW dodávaného společně 
s deskou, neboť většina těchto produktů je tvořena svobodnou komunitou za využití open 
source a open hardware přístupu, což dovoluje přístup ke kompletní dokumentaci elektroniky 
a použitého kódu. Díky tomu by bylo možné v projektu Skydog využít již hotové základní 
části dodávaného SW řešení (např. čtení dat ze senzorů, obsluha telemetrie) a soustředit se 
především na vývoj, integraci a testování autopilota. Posledním kritériem byla bezpečnost 
dodávaného řešení, kde šlo zejména o možnost okamžitého přepnutí do manuálního módu, 
pokud by došlo k chybě v řídícím algoritmu nebo jiné havarijní situaci, která by ohrožovala 
bezpečnost letadla a okolí. Na základě těchto měřítek byly zvažovány platformy popsané 
v následujících kapitolách. 
4.1.1. Ardupilot APM 2.6 
Jedná se již o pátou generaci pravděpodobně nejrozšířenější řídící platformy založené 
na procesorech Atmega. Deska obsahuje základní senzory (akcelerometr, gyroskop, barometr) 
s možností připojení ostatních přes volné sběrnice, stejně jako nativně podporuje přenos dat 
do pozemní stanice pomocí telemetrie. Dále je možné využít širokou paletu otevřeného SW 
pro všechny základní potřebné činnosti. [1] 
S ohledem na stáří platformy a použitý procesor však již byla obava o dostatečný 
výkon pro integraci kódu náročnějších řídicích smyček. 
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Obr. 2. Ardupilot APM 2.6 [1] 
4.1.2. OpenPilot CopterControl 
Tato platforma obsahuje výkonnější 32 bitový procesor založený na platformě ARM 
STM32, gyroskop, akcelerometr a barometr přímo na desce. Dále podporuje připojení GPS a 
telemetrie, bohužel už ale neumožňuje připojení snímače Pitotovy trubice a také neobsahuje 
žádnou rozšiřující sběrnici. [2] 
Z těchto důvodu lze usuzovat, že je tento produkt určen spíše koncovým uživatelům a 
nepočítá se s jeho využitím pro vývojové projekty, jako je Skydog. 
 
Obr. 3. OpenPilot CopterControl [2] 
4.1.3. Papparazi 
Tento projekt vytvořil jednak vlastní řídící desku, ale také podporuje nasazení 
vyvíjeného kódu a částí HW na desky dalších výrobců, čímž umožnil vznik více než desítky 
dalších kontrolérů specializujících se pro různé použití, které se liší v použitém procesoru, 
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senzorech i rozměrech. Bohužel v době výběru ještě nebyla na trhu deska Apogee/v1.00, která 
by až na absenci požadované CAN sběrnice víceméně vyhovovala. 
 
Obr. 4. Apogee/v1.00 [3] 
4.1.4. PX4 Autopilot 
Posledním zástupcem této skupiny je poměrně mladý projekt, který se velmi často 
označuje za nástupce nejpoužívanějšího Ardupilota. Deska PX4 FMU obsahuje 32 bitový 
ARM procesor s jednotkou pro výpočty s plovoucí desetinnou čárkou, dále akcelerometr, 
gyroskop, magnetometr i barometr přímo na desce, dostatek sběrnic pro připojení dalších 
periferií (4x UART, 2x I2C, 1x SPI, 1x CAN) a také přímou podporu pro GPS, senzor 
Pitotovy trubice a telemetrii. [4] 
Využít je možné i druhou produkovanou desku PX4 IO, která slouží pro připojení 
přijímače a serv a obsahuje také druhý pomalejší procesor, sloužící jako bezpečnostní 
přepínač řídícího signálu na manuál v případě poruchy nebo chyby v použitém kódu. Obě 
desky pak lze jednoduše spojit čtyřmi šroubky, čímž vznikne kompaktní řídící modul. [4] 
Díky tomuto řešení je tato platforma jediná, která úplně splňuje všechny HW 
požadavky na použitý řídicí systém, což spolu s ohledem na patrně nejpropracovanější 
dostupný SW pro autopilota jednoznačně určilo využití obou desek pro tento projekt. 
   
 
 
 
 
Obr. 5. PX4 FMU, PX4 IO a zkompletovaný systém [4] 
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4.2. SW pro autopilota 
Pro všechny platformy zmíněné v předchozích kapitolách je zároveň vyvíjen i vlastní 
SW, který je možno dále modifikovat pro vlastní potřeby, nebo případně využít celý 
dodávaný kód pro kompletní řízení a komunikaci s bezpilotním letounem. V rámci návrhu 
SW architektury pro plánované využití bylo rozhodnuto zhodnotit aktuální stav jednotlivých 
projektů, a pokud to bude možné, využít dodaný kód platformy kde to bude vhodné a 
soustředit se především na integraci generovaného kódu a možnostem jeho ověření a ladění. 
Díky kompletně dostupným zdrojovým kódům je případně možné upravovat i dodávaný 
program a tím například využít již vytvořené ovladače pro komunikaci se senzory a vytvořit 
pouze vlastní zpracování dat.  
S ohledem na SW architekturu jednotlivých platforem lze vypozorovat 2 základní 
přístupy; starší a jednoduší implementaci pomocí hlavní časované smyčky, která v určeném 
pořadí volá jednotlivé funkce vykonávající typickou řídící sekvenci čtení a zpracování dat, 
výpočet řídícího algoritmu a aktualizace výstupů. Tento způsob vyniká jednoduchostí a 
efektivitou kódu, na druhou stranu je hodně svázaný s použitým HW a svou vzájemnou 
provázaností neumožňuje velkou modularitu, díky které by bylo jednoduše možné 
z dodávaného kódu využít pouze určité části. Takovouto architekturu využívají projekty 
Ardupilot a Paparazzi. 
Druhou možností je rozdělení programu do úzce zaměřených nezávislých modulů, 
které si navzájem budou předávat potřebná data pomocí definovaných datových struktur. 
Tímto je jednak dosaženo poměrně dobré HW abstrakce a také velké modularity systému, kdy 
například stačí aktivovat jiný modul řízení pro odlišný druh bezpilotního prostředku. Tyto 
moduly jsou obvykle spouštěny v samostatných výpočetních vláknech, mezi kterými je 
přepínáno na základě určené priority, takže je možný jak pseudoparalelní běh nezávislých 
modulů, tak sekvenční běh se zahájením výpočtu až po obdržení nových dat od jiného 
modulu. Samotné spouštění a režii výpočetních vláken pak běžně vykonává jednoduchý real-
time operační systém, který může být využit i pro přístup do souborového systému, 
komunikaci s uživatelem pomocí příkazové řádky přes USB nebo komunikaci s periferiemi. 
Tento přístup zároveň částečně kopíruje architekturu používanou v řídicích systémech 
dopravních letadel, tudíž je i vhodnější pro projekt Skydog.  
Popsanou strukturu prakticky shodně využívá jak OpenPilot tak PX4, tyto projekty se 
navzájem liší pouze ve způsobu implementace. S ohledem na HW vlastnosti dostupných 
řídicích desek pro obě tyto platformy bylo rozhodnuto využít projekt PX4 včetně části 
dodávané SW architektury, což bude popsáno dále v této práci. 
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4.3. Telemetrie 
Pro komunikaci letadla s pozemní stanicí se používá telemetrie, která se obvykle 
skládá z HW části zastoupené radiovým modulem s anténou definujícím zejména dosah a 
datovou propustnost bezdrátového spojení a pak také z využitého komunikačního protokolu, 
který určuje strukturu přenášených dat a stabilitu přenosu (využívá se např. potvrzení přijetí 
důležitých zpráv). 
Radiových modulů je na trhu velké množství a není cílem této práce je popisovat, 
tudíž zde budou uvedeny pouze základní vlastnosti vybraného modulu 3DR Radio. Tento 
systém pracuje na frekvenci 433 MHz, obsahuje 100 mW vysílač a vlastní korekční protokol, 
který by měl zajistit správný přenos dat až do 25% chybných bitů. [6] 
Bohužel se ukázalo, že dosah je s dodanými anténami v typickém prostředí 
nedostatečný, což vedlo k pořízení kvalitnější antény pro pozemní stanici. Dále i přes 
uvedenou přímou kompatibilitu se zvolenou deskou docházelo k silnému rušení přenosu přes 
společnou napájecí soustavu se servy, díky čemu byly možnosti přenosu dost omezené. 
K odstranění tohoto problému bylo použito separátního napájení řídící desky a telemetrie 
pomocí vlastní baterie se zdrojem a optického oddělení signálu pro serva. 
Z pohledu využívaných komunikačních protokolů se jedná povětšinou o přesně 
definované zprávy obsahující potřebná data a způsob jejich přenosu, kde jde především o 
kontrolu správnosti přijatých dat a jejich případné opětovné poslání při detekované chybě.  
Všechny výše popsané projekty používají takovýto systém lišící se pouze ve způsobu 
implementace. Pro potřeby projektu bylo využito open-source protokolu Mavlink určeného 
pro malé bezpilotní prostředky, který je nativně podporován v rámci projektu PX4 a několika 
programech pro pozemní stanici. Podrobnější popis tohoto protokolu bude uveden v další 
části práce. 
 
Obr. 6. Vysílač a přijímač použité telemetrie 3DR Radio [6]  
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4.4. SW pro pozemní stanici 
S ohledem na použitý komunikační protokol a požadavky na SW pro pozemní stanici 
bylo možné vybírat ze dvou dostupných programů, Mission Plannera vyvinutého v rámci 
projektu ArduPilot a novějšího QGroundControl, který byl od počátku vytvářen jako 
univerzální nástroj pro konfiguraci a monitoring různých bezpilotních prostředků. Po 
porovnání možností a uživatelského rozhraní obou programů bylo využito QGroundControl, 
přičemž ale nic nebrání ani použití Mission Plannera, drtivá většina funkcí je pro oba 
programy společná. Zvolený program bude dále podrobněji popsán s ohledem na jeho použití 
v další části práce. 
 
 
Obr. 7. Základní okno programu QgroundControl 
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5. REALIZACE ŘEŠENÍ 
5.1. Popis SW architektury 
V této kapitole bude podrobněji popsána zvolená SW architektura projektu PX4 
zejména s důrazem na integraci vlastního kódu, který bude nezbytný pro plánované využití 
vyvíjeného systému. Jak již bylo řečeno dříve, základem je real-time operační systém nad 
kterým běží jednotlivé aplikace ve vlastních vláknech. Předávání dat mezi aplikacemi 
zajišťuje samostatná aplikace pracující na principu publisher/subscriber. [4] 
Kompletní kód této platformy je stále velmi aktivně vyvíjen, přičemž aktuální verzi 
kódu lze vždy nalézt v online verzovacím systému Github [6]. Pro projekt Skydog byl použit 
stejný systém, celý použitý kód lze tedy zobrazit a stáhnout z [7]. 
5.1.1. Operační systém 
Jako operační systém zde byl použit open source real-time systém Nuttx, který si dává 
za cíl především dodržování platných standardů (Posix a ANSI) a malé zatížení procesoru. 
Tento systém je velmi variabilní a podporuje velké množství používaných procesorových 
architektur včetně použitého 32 bitového ARMu použitého ve vybrané desce. [13] 
Jeho hlavní částí je tzv. scheduler, který zajišťuje řízení a přepínání jednotlivých 
výpočtových vláken (aplikací). Každé vlákno musí mít nastavenou vlastní prioritu, přičemž 
jako první jsou vykonána vlákna s nejvyšší prioritou, následně pak vlákna s prioritou nižší. Při 
stejné nastavené prioritě se využívá FIFO (first in, first out) přístup. Z tohoto pohledu je tedy 
možné, že se na aplikace s nejnižší prioritou nemusí dostat procesorový čas a ty tedy v daném 
časovém kroku neproběhnou. Jednotlivá vlákna dále mohou využít rozdílného časování, díky 
čemuž je možné lépe optimalizovat využití procesoru při zachování velké rychlosti hlavní 
řídící smyčky (v současnosti 250 Hz). [13] 
Další důležitou součástí je tzv. NuttShell, neboli příkazová řádka přístupná přes USB 
kabel a jakýkoliv program pro připojení přes sériový port, například volně dostupný 
TeraTerm. Pomocí této konzole je umožněn přístup do systému za běhu, typicky např. pro 
zapnutí/vypnutí zvolené aplikace, zjištění stavu připojeného senzoru, čtení textových výstupu 
z aplikace anebo pro zjištění stavu systému. Mezi nejpoužívanější příkazy bych uvedl: 
 help – výpis použitelných příkazů a instalovaných aplikací 
 <název aplikace> start/stop/status – spuštění, zastavení anebo vyžádání 
informace o aktuálním stavu zvolené aplikace 
 top – výpis aktuálního využití procesoru a paměti jednotlivými smyčkami 
 tests help – výpis vytvořených testů pro ověření správné funkčnosti HW a SW 
Interakce se systémem pomocí příkazové řádky se hodí především pro vývoj nových 
aplikací a ladění těch stávajících, pro automatické spuštění systému při instalaci v letadle se 
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využívá tzv. startup skriptů, kde jsou jednoduše sekvenčně seřazeny požadované příkazy, 
které se vykonají okamžitě po startu desky (připojení napájení). PX4 obsahuje několik 
různých přednastavených skriptů, kdy uživatel pouze zvolí požadovanou platformu a systém 
sám spustí vše potřebné. Pro projekt Skydog bylo s ohledem na využití pouze určitých částí 
dodávaného kódu potřeba vytvořit vlastní skript, který je pro jednoduchou možnost editace 
umístěn na SD kartě (soubor etc/rc.txt), ze které je načten při spuštění. Tento vytvořený skript 
je možné nalézt v Příloze 1. 
5.1.2. Tvorba vlastních aplikací 
Vzhledem k požadavkům na projekt Skydog bylo potřeba vytvořit několik vlastních 
aplikací, které zajistí jak logování letových dat pro potřeby identifikace modelu, tak 
především integraci vygenerovaného kódu autopilota. V této kapitole tedy bude ve zkratce 
popsána metoda tvorby vlastní aplikace, její doporučená struktura a integrace do výsledného 
kódu. Detailní návod včetně příkladů pak lze nalézt na webových stránkách projektu PX4 
([4]). 
Nejprve je potřeba vytvořit vlastní adresář aplikace ve složce Firmware/src/modules 
a v něm rovnou dva základní soubory, soubor <název aplikace>.c obsahující kód aplikace a 
textový soubor module.mk definující název nové aplikace a překládané zdrojové soubory (při 
využití více zdrojových souborů je nutné je přidat do tohoto seznamu). Tento soubor má 
danou následující strukturu: 
MODULE_COMMAND = název_aplikace 
SRCS = <název aplikace>.c 
 
Dále je nutno tuto aplikaci zaregistrovat v operačním systému Nuttx, jinak o ní systém 
nebude vědět a nedovolí ji spustit. Toto se provádí v souboru 
Firmware/makefiles/config_px4fmu-v1_default.mk, který definuje všechny dostupné 
aplikace. Registraci nové aplikace provedeme jednoduše přidáním následujícího řádku 
kdekoliv v souboru. Následně je potřeba znovu zkompilovat OS. 
MODULES += modules/název_aplikace 
 
Pak přichází na řadu samotné programování vlastní aplikace, pro které je možno 
využít jak klasické procedurální programování v jazyce C, tak i objektově orientované 
programování s využitím jazyka C++. Pro projekt Skydog byla využita první možnost, proto 
bude popsán pouze tento přístup.  
Každá aplikace musí povinně obsahovat následující funkci, které je zavolána vždy při 
interakci s aplikací z příkazové řádky nebo ze skriptu. Tato funkce přijímá argumenty 
definující buď standartní akci (start, stop, status), anebo uživatelsky definované parametry, 
vhodné například pro vlastní nastavení aplikace při spuštění. 
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__EXPORT int <název_aplikace>_main(int argc, char *argv[]); 
 
Takto vytvořená aplikace běží přímo ve vlákně operačního systému, čímž například 
znemožňuje interakci s ostatními aplikacemi přes příkazovou řádku. Je tedy nutné v této 
funkci pouze vytvořit nové vlákno s vhodnými vlastnostmi a dále až zde spustit vlastní kód 
aplikace. Toho docílíme následujícím příkazem, který vytvoří nové vlákno pojmenované 
název_aplikace se základní prioritou a s využitím základního scheduleru, s limitem použitelné 
paměti na 3000 bytů. Nakonec je zde specifikovaná hlavní funkce tohoto vlákna, která je 
automaticky zavolána po jeho vytvoření. V posledním řádku pak dojde k přenosu argumentů. 
daemon_task = task_spawn_cmd("název_aplikace", 
      SCHED_DEFAULT,   
      SCHED_PRIORITY_DEFAULT, 
3000,      
<název_aplikace>__thread_main, 
      (const char **)argv); 
 
int <název_aplikace>_thread_main(int argc, char *argv[]); 
 
V rámci zvolené hlavní funkce nového vlákna pak využijeme while smyčky, která 
kontroluje hodnotu společné globální proměnné pro obě vlákna, definující požadavek 
uživatele na běh nebo zastavení programu. Uvnitř této smyčky pak bude periodicky volaný 
kód aplikace, který bude typicky obsahovat načtení dat z ostatních aplikací, provedení 
požadovaného výpočtu a aktualizaci výstupních datových struktur. 
5.1.3. Sdílení dat mezi aplikacemi 
Velmi důležitou komponentou pro použitou architekturu je způsob sdílení dat mezi 
jednotlivými aplikacemi, který musí definovat jak sdílené datové struktury, tak i formu 
přistupování k těmto datům pro čtení a zápis z jakékoliv aplikace. Na základě tohoto pohledu 
je vhodné využít vzoru publisher/subscriber, kdy publisher ukládá data do příslušného tématu 
(konkrétní datová struktura pro přenos souvisejících dat, např. pro GPS data) a subscriber 
odtud tyto data čte, přičemž obě role může mít i více členů. [4]  
Tímto přístupem je dosaženo poměrně jednoduchého a efektivního sdílení dat, neboť 
existují vždy pouze jedna aktuální data a je možné na obou stranách přidávat další členy bez 
nutnosti zasahování do ostatních modulů.  
Popsaný protokol sdílení dat je implementován v rámci dodaného SW v aplikaci 
uORB, která obsahuje paměť pro všechny používané datové struktury a která pomocí 
jednoduchého rozhraní (hlavičkový soubor s potřebnými funkcemi) zajišťuje přístup k  
datům. Jelikož je drtivá většina použitých aplikací závislá na vstupních datech z ostatních 
modulů, obsahuje toto rozhraní i funkce pro kontrolu dostupnosti nových dat, případně 
rovnou funkci čekající na nové publikování, kterou tak lze využít i pro časování ostatních 
aplikací. Poslední přístupnou funkcí je stanovení horního časového limitu aktualizace dat 
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využitelnou pro zpomalení smyčky, která sice čte často publikovaná data, ale sama nemusí 
běžet na stejně vysoké frekvenci.  
Využitím těchto funkcí lze velmi elegantně časovat na sobě závislé smyčky a tím i 
vytvářet logickou časovou posloupnost sekvenčních úloh, typicky například načtení dat ze 
senzorů, určení polohy letadla v prostoru, výpočet řídícího algoritmu a přenos výstupů na 
řídící plochy.   
Nastavení publishera 
Pro publikování dat do zvoleného tématu je potřeba nejprve zahrnout hlavičkový 
soubor popsaného protokolu a hlavičkový soubor definující samotné téma a jeho data.  
#include <uORB/uORB.h> 
#include <uORB/topics/sensor_combined.h> 
 
Kompletní seznam používaných témat lze nalézt ve složce 
Firmware\src\modules\uORB\topics. 
Dále je nutné si vytvořit lokální kopii sdílené datové struktury obsažené 
v hlavičkovém souboru tématu, v tomto případě např.  
struct sensor_combined_s sensors_data; 
 
a pak také oznámit, že tato aplikace bude publikovat tyto data příkazem orb_advertise 
orb_advert_t sens_p = orb_advertise(ORB_ID(sensor_combined),&sensors_data); 
 
Pak už stačí pouze periodicky volat funkci orb_publish a tím publikovat data pro 
využití v ostatních aplikacích. 
orb_publish(ORB_ID(sensor_combined), sens_p,&sensors_data); 
 
Nastavení subscribera 
Pro čtení sdílených dat je také potřeba zahrnout zmíněné hlavičkové soubory a 
vytvořit lokální kopii dané struktury, poté se zaregistrovat jako odběratel funkcí 
orb_subscribe 
int sensor_fd = orb_subscribe(ORB_ID(sensor_combined)); 
 
a pak už pouze volat funkci orb_copy. 
orb_copy(ORB_ID(sensor_combined), sensor_fd, &sensors_data); 
 
Takto bychom ale kopírovali obsažené hodnoty pokaždé, i kdyby se vůbec nezměnily. 
Tomu lze předejít funkcí orb_check, která vrací do připravené proměnné hodnotu pravda, 
pokud jsou k dispozici nová data od posledního volání funkce orb_copy. 
bool sens_updated; 
orb_check(sensor_fd, &sens_updated); 
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Další možností pro aplikace využívající větší množství zdrojových dat je využití 
funkce poll, která umožňuje současně čekat na data z více různých témat a tato data pak po 
publikaci rovnou kopírovat. Nejprve je nutné vytvořit strukturu obsahující popisovače všech 
žádaných témat, například 
struct pollfd fds[] = { 
    { .fd = sensor_fd,   .events = POLLIN }, 
{ .fd = gps_fd,      .events = POLLIN }, 
    };  
Dále zavoláme funkci poll, která bude čekat na publikaci dat u obou témat, ale 
maximálně 1000 ms (zamezení „zamrznutí“ smyčky při nedodání dat). 
int ret = poll(fds, 2, 1000); 
 
Nakonec pouze zkopírujeme nová data podle toho, které téma bylo zrovna 
aktualizováno.  
if (fds[0].revents & POLLIN) { 
 orb_copy(ORB_ID(sensor_combined),sensor_fd,&sensors_data);} 
if (fds[1].revents & POLLIN) { 
 orb_copy(ORB_ID(vehicle_gps_position),gps_fd,&gps_data);} 
   
Vytvoření vlastního tématu 
V průběhu práce na projektu Skydog bylo potřeba vytvořit i vlastní téma pro 
předávání dat mezi jednotlivými komponentami autopilota, tudíž zde bude i krátce popsáno, 
jak toho bylo dosaženo. 
V podstatě se jedná o vytvoření nového hlavičkového souboru, který obsahuje 
především definici unikátního jména a také sdílenou datovou strukturu. Příklad takovéhoto 
vytvořeného tématu je možné nalézt v Příloze 2. Tento soubor je pak nutné vložit do správné 
složky (Firmware\src\modules\uORB\topics) a zahrnout je do potřebných aplikací.  
Nakonec je potřeba jej ještě zahrnout do seznamu témat v obsluhující uORB aplikaci, 
který se nachází v souboru Firmware\src\modules\uORB\objects_common.cpp pomocí 
příkazů: 
#include "topics/skydog_waypoints.h" 
ORB_DEFINE(skydog_waypoints, struct skydog_waypoints_s); 
 
5.1.4. Kompilace a nahrání kódu do řídící desky 
Pro kompilaci a nahrání kódu do řídící desky slouží několik vytvořených make 
souborů, které mají na starost proces sestavení a nahrání firmwaru pomocí programu make. Je 
možno zvolit dva přístupy spouštění těchto rutin, buď přímo pomocí příkazové řádky, nebo 
lze využít open source vývojové prostředí Eclipse, do kterého lze tyto tzv. make targety přidat 
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a pak spouštět kliknutím na vytvořenou ikonu. V tomto prostředí je dále možné i pohodlně 
psát zdrojový kód pro tuto platformu, čehož bylo využito i pro projekt Skydog. 
Přehled používaných make targetů a jejich funkce: 
 archives – kompilace operačního systému Nuttx 
 all – kompilace aplikací  
 upload px4fmu-v1_default – nahrání firmwaru do desky 
 clean – smazání všech zkompilovaných aplikací 
 distclean – smazání veškerého zkompilovaného kódu včetně OS Nuttx 
Typicky je tedy potřeba zkompilovat operační systém pouze jednou a případně při 
změně konfigurace (např. přidání nové aplikace), pak už stačí kompilovat pouze aplikace, což 
je několikanásobně rychlejší. Po zkompilování firmwaru je potřeba použít make target pro 
nahrání do desky a po zobrazení nápisu Loaded firmware for 5.0, waiting for 
bootloader…připojit USB kabel s deskou PX4. O průběhu flashování firmwaru je uživatel 
informován na obrazovce (erease, program, verify, flash succesful). Po úspěšném nahrání 
nového firmwaru dojde k restartu desky, při kterém se případně provede aktualizace PX4 IO 
(pokud je potřeba). Dále už pak následuje normální startování aplikací definovaných ve 
spouštěcím skriptu. 
 
 
Obr. 8. Vývojové prostředí Eclipse používané pro vývoj SW 
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5.2. Architektura autopilota 
Při návrhu architektury autopilota bylo zohledněno plánované použití letadla Skydog 
pro testování řídících systému určených pro velká letadla, kde navigaci obstarává obvykle 
FMS (flight management system), který předává žádané hodnoty do systému autopilota, který 
dále často využívá FBW (fly-by-wire) systém pro stabilizaci a ovládání řídících ploch. 
Z tohoto důvodu bylo rozhodnuto rozdělit systém autopilota na dvě základní části 
zastoupené samostatnými aplikacemi: navigaci a systém řízení letu integrující jak klasického 
autopilota, tak i stabilizační algoritmy. Toto zjednodušení se velmi často používá právě u 
bezpilotních prostředků, neboť v praxi spolu stabilizace a autopilot úzce souvisejí a jejich 
návrh často probíhá souběžně. Nicméně pořád zůstalo zachováno jasné oddělení těchto částí 
na úrovni submodelů v prostředí Simulink, kde probíhal jejich návrh. 
 
Skydog_autopilotSkydog_path_planning
Stabilization
AutopilotPath_planning
RC_control
Actuators
Sensors data
Waypoints
Vstupy
Výstupy  
Obr. 9. Architektura autopilota 
 
Takto navrženou architekturu kopíruje i vytvořený model v Simulinku zobrazený na 
Obr. 10., kde se v levé části nachází submodel Skydog_path_planning určený pro navigaci 
letadla, který předává řídící povely subsystému Skydog_autopilot umístěném uprostřed. Ten 
je uvnitř dále rozdělen na část autopilota a stabilizace a ve výsledku předává požadované 
výstupy na řídící plochy do posledního submodelu Skydog_model, který obsahuje vytvořený 
matematický model systému sloužící pro návrh a ověření řídících smyček. Výstupy tohoto 
bloku pak slouží jako vstupy předchozích subsystémů, což umožňuje jednoduše spustit 
simulaci celé soustavy a tím i ověřit navrhnutou řídící strukturu. 
Tvorbu těchto submodelů měli na starost ostatní členové týmu, pro jejich detailní 
popis doporučuji využít jejich diplomové práce. 
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Obr. 10. Vytvořený model celého systému Skydog v Simulinku 
 
Vzhledem k využití navrhovaného systému jako testovací platformy byly dále zvoleny 
módy řízení letadla: 
 Manual – Let pomocí RC, vstupy jsou přímo předávány na serva. Je využito druhé 
bezpečnostní desky PX4IO pro případ chyby v hlavním řídicím systému. 
 
 Stabilizace – Zde jsou pomocí RC zadávány požadované úhly klonění, klopení a 
zatáčení, řízení letadla zajišťuje vygenerovaný kód. Tento mód slouží především k  
posouzení kvality navržené stabilizace bez ohledu na ostatní části.  
 
 Autopilot – Autonomní let podle zadaných GPS bodů, kdy je využito kompletního 
řídicího systému bez zásahu pilota. 
 
Popsané módy lze jednoduše přepínat buď přepínačem na použitém RC vysílači, nebo 
případně pomocí telemetrie přes pozemní stanici. 
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5.3. Generování a integrace kódu ze Simulinku 
5.3.1.  Princip integrace generovaného kódu 
Pro integraci řídicího systému navrženého v Simulinku do zvolené desky bylo 
rozhodnuto využít ručně psaného kódu pro časování smyčky a obsluhu senzorů, serv a motoru 
a nastavit generování kódu tak, aby bylo možné zajistit předání potřebných vstupů a výstupů a 
spuštění výpočtu řídících algoritmů z ručně napsaného kódu. Toto rozdělení zajistí jednak 
možnost pokročilého návrhu řídících smyček v Simulinku a také jednoduchost obsluhy 
senzorů, serv a motoru z jazyka C. Tento princip je popsán v [13]. 
Ručně psaný kód v C
Automaticky generovaný kód
Řídící algoritmus
Čtení dat ze senzorů
Ovládání serv a motoru
Časování smyčky
Výměna dat Periodické volání funkce Step()
 
Obr. 11. Schéma systému integrace řídicích algoritmů do zvolené desky 
Pro obě části řídícího subsystému byly vytvořeny samostatné aplikace, které budou 
popsány dále v této práci. Zjednodušený průběh těchto aplikací je zobrazen na Obr. 12., kde je 
i znázorněno rozdělení na vygenerovaný a ručně psaný kód. 
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Obr. 12. Průběh aplikace s integrovaným generovaným kódem 
5.3.2. Nastavení modelu v Simulinku 
Simulink dovoluje poměrně bohaté možnosti struktury a vlastností vygenerovaného 
kódu, proto je tato kapitola zpracována jako přehledný návod kompletního nastavení pro 
projekt Skydog.  
Nejprve je potřeba vybrat správnou šablonu, podle které se bude generovat kód. Toto 
nastavení se provede v nabídce Simulation - Configuration parameters (případně Ctl+E). Zde 
je nutné přejít do nabídky Code Generation, kde lze vybrat vhodnou šablonu v poli System 
target file (Obr. 14.). Pro projekt Skydog je potřeba zvolit obecnou šablonu pro embedded 
procesor s názvem ert.tcl (Embedded Coder). 
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Obr. 13. Výběr šablony, podle které bude probíhat generování kódu 
Dále je potřeba nastavit vstupní a výstupní proměnné. To je možné provést kliknutím 
pravým tlačítkem na libovolný signál v nabídce Signal Properties (Obr. 14.). Zde postupně 
nastavíme název proměnné, použitý balík datových typů, zvolíme export deklarace signálů do 
hlavičkového souboru a jeho název, což zajistí předávání hodnot vstupních a výstupních 
proměnných mezi generovaným a ručně psaným kódem. Takto musíme nastavit všechny 
vstupy a výstupy u použitého subsystému. 
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Obr. 14. Nastavení vstupních a výstupních proměnných (signálů) 
Následně je potřeba nastavit příslušný datový typ vstupních a výstupních signálů, 
který se provádí jednoduše dvojím poklepáním na blok In nebo Out, kde je v záložce Signal 
Attributes možnost změnit položku Data Type (Obr. 15.). U projektu Skydog se bude většinou 
jednat o single reprezentující datový typ float. Přehledný popis všech vstupů a výstupu 
použitých u projektu Skydog lze včetně jejich datových typů nalézt v Příloze 3 a 4. 
 
Obr. 15. Nastavení datového typu 
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Vzhledem k využití systému pro vývoj a testování je dále vhodné nastavit některé 
proměnné používané v řídícím algoritmu jako konfigurovatelné z externího kódu, díky čemuž 
je bude možné měnit bez nutnosti pokaždé generovat nový kód. Přístup k těmto proměnným 
lze pak zajistit přes příkazovou řádku nebo pomocí telemetrie a pozemní stanice. 
 Samotné nastavení těchto proměnných probíhá v okně Model Parameter 
Configuration (Obr. 16.)., které lze zobrazit kliknutím na tlačítko Configure v nabídce Signals 
and Parameters položky Optimization obsažené v hlavním okně nastavení modelu (zkratka 
Ctl+E).  V levé části okna se nachází seznam všech proměnných použitých v daném modelu, 
ze kterého je možné vytvořit konfigurovatelné parametry jejich přidáním do pravé tabulky. 
Zde je pak ještě potřeba nastavit Storage class na Exported Global, díky čemuž tyto 
proměnné zahrneme do vygenerovaného kódu. 
 
Obr. 16. Nastavení konfigurovatelných proměnných  
Posledním krokem je správné pojmenování daného subsystému, neboť automaticky 
generované soubory se zdrojovým kódem se vždy jmenují stejně jako subsystém, s čímž je 
počítáno v ručně psaném kódu.  
Pro projekt Skydog byly takto nastaveny subsystémy Skydog_path_planning a 
Skydog_autopilot, které je možné využít i jako šablony pro tvorbu vlastních řídicích 
algoritmů. 
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5.3.3. Generování kódu 
Po vytvoření řídících algoritmů přichází na řadu generace jejich kódu, kterou lze 
spustit kliknutím pravého tlačítka na subsystém a zvolením nabídky Code Generation - Build 
Subsystem (Obr. 17.). 
 
Obr. 17. Spuštění generování kódu subsystému 
Poté dojde ke kontrole subsystému, a pokud je vše v pořádku, zobrazí se okno 
s přehledem použitých proměnných (Obr. 18.), kde lze znovu nastavit, jestli mají byt 
proměnné konfigurovatelné z externího kódu. Nicméně doporučuji toto měnit raději 
v nastavení modelu zmíněném v předchozí kapitole, kde dojde k uložení této informace 
společně s modelem, k čemuž by u tohoto kroku nedošlo. 
Nakonec stačí kliknout na tlačítko Build, čímž se zpustí samotné generování kódu. 
 
Obr. 18. Tabulka použitých proměnných těsně před generací kódu 
5.3.4. Integrace vygenerovaného kódu do řídící desky 
Po úspěšné generaci dojde k vytvoření zdrojových souborů do nové složky 
pojmenované podle názvu subsystému umístěné ve stejném adresáři, ze které byl spuštěný 
zdrojový model. Jedná se o soubory: 
 SkydogSignals.h - hlavičkový soubor obsahující deklarace vstupních a výstupních 
proměnných 
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 nazevSubsystemu.c - hlavní soubor, který obsahuje funkce 
nazevSubsystemu_initialize pro inicializaci a hlavně pak nazevSubsystemu_step, což je 
funkce pro výpočet řídícího algoritmu a kterou budeme pravidelně volat 
 rtwtypes.h - tento hlavičkový soubor obsahuje deklarace datových typů používaných 
Simulinkem 
Dále je potřeba vygenerovanou složku obsahující soubory s kódem přesunout do 
adresáře příslušné aplikace (Firmware/src/modules/nazevAplikace), celý firmware pak 
zkompilovat a nahrát do použité desky. 
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5.4. Využité aplikace z projektu PX4 
Pro projekt Skydog bylo využito několik aplikací z projektu PX4. Zde bude uveden 
stručný popis jejich funkcí a případných modifikací oproti dodanému řešení, což by mělo 
pomoci pochopit kompletní strukturu navrženého systému. 
5.4.1. Sensors   
Tato aplikace má na starosti čtení dat ze všech senzorů, jejich případný přepočet na 
fyzikální hodnoty a publikování těchto dat do jednotlivých témat. Standardně běží na 
frekvenci 250 Hz, díky čemuž jsou její výstupy často používané pro časování dalších aplikací. 
5.4.2. Attitude_estimator_ekf 
Zde probíhá výpočet aktuální polohy letadla kolem vlastních os z hodnot 
akcelerometru, magnetometru a gyroskopu za využití Kalmanova filtru. Jelikož byla z důvodu 
vedení kabeláže deska v letadle připevněna v jiné orientaci, než je doporučeno, bylo nutné 
změnit znaménka některých zdrojových dat vstupujících do použitého algoritmu. 
5.4.3. Commander 
V Commanderu jsou implementovány některé bezpečnostní funkce, vyhodnocující 
aktuální stav systému a tím i jeho způsobilost k letu. Jako příklad lze uvést povolení funkce 
motoru a serv až po podržení bezpečnostního tlačítka připojeného k desce a uvedení 
dálkového ovládáni do speciální polohy, čímž je zamezeno zejména nechtěnému spuštění 
motoru s vrtulí. Dále se zde nachází přepínání módu řízení letadla, které bylo částečně využito 
i pro projekt Skydog. 
Pro projekt Skydog zde bylo nutné udělat několik změn, jako například povolit 
výstupy na serva bez připojeného RC přijímače pro testování vygenerovaného kódu nebo 
umožnit změny stavu systému pouze pomocí telemetrie. 
5.4.4. Mixer 
Mixer slouží k přepočtu žádaných hodnot pro řídící plochy a motor z normalizovaného 
rozsahu [-1:1] používaného v řídicích aplikacích na rozsah použitých serv, dále umožňuje 
měnit čísla kanálu serv přiřazených k standardně popsaným výstupům regulátorů (křidélka, 
výškovka atd.). Nastavení tohoto mixování probíhá pomocí textového souboru umístěného na 
SD kartě. 
5.4.5. Mavlink 
Jedná se o implementaci stejnojmenného protokolu určeného pro bezdrátovou 
komunikaci se systémem. Podrobnější informace o možnostech tohoto protokolu a jejich 
využití budou uvedeny v samostatné kapitole. 
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Pro projekt Skydog zde bylo potřeba změnit způsob práce s žádanými body trajektorie, 
kdy bylo nutné vytvořit vlastní téma a kód pro získání úplného seznamu bodů zadaného přes 
pozemní stanici. 
5.5. Vlastní aplikace 
5.5.1. Logsd 
První aplikace vytvořená speciálně pro projekt Skydog je určená k logování letových 
dat na SD kartu. Projekt PX4 sice obsahuje vlastní obdobnou aplikaci, která ale využívá 
nevyhovující formát a v době potřeby její aktuální verze způsobovala časté pády celého 
systému. 
Zejména pro potřeby identifikace parametrů systému bylo tedy potřeba zajistit 
poměrně velkou rychlost (100 Hz) logování několika desítek hodnot ze senzorů do 
univerzálního CSV souboru, se kterým by bylo možné dále pracovat v Matlabu. Později se 
k logovaným údajům přidaly i informace o aktuálním letovém módu systému a hodnoty 
z vyvíjeného řídicího systému určené pro pozdější odstranění případných chyb. Aktuální 
seznam ukládaných hodnot včetně jednotek a použité frekvence logování je uvedena vždy 
v hlavičce souboru.  
Podrobný popis činnosti tohoto modulu je zobrazen na Obr. 19. Po vytvoření příslušné 
složky a souboru dojde nejprve k zapsání hlavičky následované pravidelnou smyčkou, kde 
jsou vždy načtena aktuální data ze všech potřebných témat, poté je z jednotlivých hodnot 
vytvořen textový řádek, který je pomocí funkce write zapsán do řady pro zápis. Podle 
zvoleného intervalu je pak každých několik sekund zavolána funkce fsync, která vynutí 
zapsání všech dostupných dat na SD kartu.  
Pro základní spuštění aplikace lze použít příkaz logsd start, který použije výchozí 
hodnoty nastavení.  Dále je možné využít při startu aplikace spouštěcích parametrů a změnit 
některé nebo všechny hodnoty nastavení, takový příkaz pak může vypadat následovně: 
logsd start -f 50 -b 700 -s 5 
 kde: 
 -f <frekvence logování [Hz]>, pokud neuvedeno 100 Hz 
 -b <velikost bufferu pro logovaný řádek [byte]>, pokud neuvedeno 700 bytů 
 -s <pravidelnost zapisování na na SD kartu [sekundy]>, pokud neuvedeno 10s 
 
Díky tomuto přístupu je možné změnit parametry logování pouhým přepsáním 
startovacího příkazu ve spouštěcím skriptu na SD kartě, což zvyšuje použitelnost vytvořené 
aplikace. 
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V průběhu používání se ukázalo, že tato aplikace v některých případech způsobuje pád 
celého systému. Po ověření se ukázalo, že je to způsobeno použitou systémovou funkcí write, 
což bylo potvrzeno i jinými uživateli. Bohužel není možné pro zápis na SD kartu použít jinou 
funkci, nicméně bylo slíbeno brzké vyřešení tohoto problému od vývojářů systému.  
Inicializace nového výpočetního 
vlákna
Inicializace čtení potřebných dat
(topics subscribe)
Zapsání hlavičky
Načtení aktuálních dat do lokální 
paměti
Sestavení logovaného textu a jeho 
uložení do bufferu
Zapsání dat z bufferu do řady pro 
zápis
Vytvoření nové složky a souboru na 
SD kartě
Uběhl požadovaný čas?
Zavolání funkce fsync pro 
zapsání celé řady na SD kartu
AnoNe
Zavolání funkce fsync pro 
zapsání celé řady na SD kartu
Ukončení vlákna
 
Obr. 19. Diagram logovací aplikace 
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5.5.2. Skydog_path_planning 
Tato aplikace slouží pro integraci vygenerovaného kódu navigační části řídicího 
systému. Cílem je získat a předat všechna potřebná data, zavolat funkci vytvořeného 
algoritmu a publikovat výstupy do vytvořeného tématu Skydog_autopilot_setpoint, 
sloužícího pro předávání dat do druhé části autopilota. Samotný algoritmus pak na základě 
zadaných GPS bodů vytvoří trajektorii, po které naviguje let letadla. Výstupem je žádaný úhel 
klonění sloužící k navigaci v laterálním směru, požadovaná výška a rychlost.  
Dále jsou zde zpracovány kritické situace, které by mohly ohrozit činnost systému 
v autonomním módu. Jedná se především o ztrátu RC signálu nebo telemetrie, případně nízké 
napětí akumulátoru. V těchto případech je nastaven Error vstup do subsystému na jedničku, 
což má za následek okamžitý let směrem k domovské pozici, která je aktualizována při startu 
systému. 
O činnosti a aktuálním stavu toho navigačního algoritmů je operátor informován 
hlasovými povely pomocí telemetrie a pozemní stanice. Jedná se především o:  
 potvrzení přijetí GPS bodů trajektorie 
 aktuální bod trajektorie, ke kterému letadlo letí 
 nastavení domovské pozice (je potřeba určitá přesnost GPS dat) 
 let zpět na domovskou pozici 
Pro větší možnosti nastavení zvoleného algoritmu byly implementovány parametry 
konfigurovatelné pomocí telemetrie a pozemní stanice: 
 SKDG_PP_L – vzdálenost trackovacího bodu před letadlem [m] 
 SKDG_PP_R – poloměr kruhu při stoupání nebo klesání na požadovanou 
výšku aktuálního bodu [m] 
 SKDG_PP_TRESH – vzdálenost letadla od zadaného bodu trajektorie, kdy se 
tento bod bere za splněný 
Vzhledem k nízké obnovovací frekvenci GPS dat (5 Hz) bylo zvoleno časování této 
smyčky na 20 Hz, což bohatě dostačuje pro navigaci letadla a zároveň zbytečně nevytěžuje 
procesor. V případě nutnosti lze toto časování změnit parametrem za operátorem –f  při startu 
aplikace (stejně jako v případě aplikace logsd). 
 Podrobné informace o kompletní funkcionalitě navigačního algoritmu je možné nalézt 
v diplomové práci Bc. Jakuba Němečka [11]. 
5.5.3. Skydog_autopilot 
V této aplikaci je integrován vygenerovaný kód autopilota a stabilizace, sloužící 
k řízení letadla v poloautomatickém a autonomním režimu. Podle aktuálně zvoleného 
letového módu tedy buď probíhá pouze regulace úhlů klonění, klopení a zatáčení zadávaných 
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pomocí RC soustavy, nebo režim autopilota, kdy jsou z nadřazené navigační části předávány 
požadované hodnoty výšky, rychlosti a náklonu letadla a tato aplikace zajišťuje jejich 
sledování pomocí jednotlivých aktuátorů (motor a serva).  
Celý řídící algoritmus obou módu byl vytvořen v Simulinku jako kaskádní regulační 
soustava za pomocí PI regulátorů, více informací o konkrétní implementaci obsahuje 
diplomová práce Bc. Davida Krause [10], který měl tuto část na starost. 
S ohledem na vysokou dynamiku celého systému byla zvolena frekvence běhu této 
aplikace na 100 Hz, což se při letových testech ukázalo jako dostačující. V případě potřeby 
lze tuto frekvenci opět změnit parametrem za operátorem –f při spuštění. 
Pro snadnější možnost změny navržených regulátorů byly dále zahrnuty i některé 
laditelné parametry, což se ukázalo jako nezbytné pro doladění jejich hodnot na reálném 
letadlu, jelikož parametry z virtuálního modelu se ukázaly jako moc rychlé, čímž způsobovaly 
velké kmitání systému. Jedná se o parametry: 
 SKDG_ALT_P – proporcionální složka regulátoru výšky 
 SKDG_ALT_I – integrační složka regulátoru výšky 
 SKDG_PITCH_P – proporcionální složka regulátoru klopení 
 SKDG_PITCH_I – integrační složka regulátoru klopení 
 SKDG_PITCH_RATE – proporcionální složka regulátoru rychlosti klopení 
 SKDG_ROLL_P – proporcionální složka regulátoru klonění 
 SKDG_ROLL_I – integrační složka regulátoru klonění 
 SKDG_ROLL_RATE_P – proporcionální složka regulátoru rychlosti klonění 
 SKDG_ROLLYAW_FF – přepočet požadovaného úhlu klonění na směrovku 
 SKDG_SPEED_P – proporcionální složka regulátoru rychlosti 
 SKDG_SPEED_I – integrační složka regulátoru rychlosti 
 SKDG_YAW_RATE_P – proporcionální složka regulátoru směru 
 SKDG_YAW_RATE_I – integrační složka regulátoru směru 
O potvrzení přijetí nových hodnot těchto parametrů a aktuálním řídícím módu je 
operátor informován hlasovými povely pomocí telemetrie a pozemní stanice, což umožňuje i 
provozování systému pouze jediným pilotem. 
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5.6. Komunikace s pozemní stanicí 
Pro komunikaci s pozemní stanicí bylo využito open source protokolu MAVLink 
(Micro Air Vehicle Link), který byl navržen jako univerzální způsob komunikace s velkou 
škálou různých bezpilotních prostředků a který se těší velké oblibě u nejrůznějších 
akademických i komerčních projektů.  
5.6.1. Popis použitého protokolu 
Tento protokol slouží pro přenos dat mezi letadlem a pozemní stanicí s ohledem na 
vysokou efektivitu a robustnost spojení. Celá komunikace probíhá pomocí přesně 
definovaných paketů přenášených po sériové lince, jejichž datový rámec lze vidět na Obr. 20. 
 
 
Obr. 20. Datový rámec přenášeného paketu [8] 
Takovýto paket se skládá z následujících částí: 
Byte číslo Označení Popis 
0 STX Tento byte označuje počátek paketu (hodnotou 0xFE). 
1 LEN Velikost paketu. 
2 SEQ Sekvenční číslo paketu (pro přenos většího množství dat než 
dovoluje jeden paket). 
3 SYS Identifikátor systému odesílajícího paket. 
4 COMP Identifikátor komponenty systému odesílajícího paket. 
5 MSG Identifikátor přenášené zprávy (datové struktury). 
6 až n+6 PAYLOAD Data přenášené zprávy. 
n+7 až n+8 CKA a CKB Kontrolní součty přenášené hlavičky a samotných dat. 
 
Tabulka 2: Popis přenášeného paketu [8] 
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Přenášená data pak určují tzv. zprávy (messages) definovány pomocí XML souboru, 
ze kterého je dále automaticky generován hlavičkový soubor určený k implementaci na obou 
stranách komunikace. Popis všech nativně definovaných zpráv lze nalézt na webu protokolu 
([8]), případně je možné jednoduše přidat vlastní, což ale nebylo pro projekt Skydog potřeba. 
Důležitou součástí tohoto protokolu je i tzv. heartbeat zpráva, která je pravidelně (1 
Hz) vysílaná letadlem a pozemní stanicí, čímž slouží k potvrzení dostupnosti komunikace.  
Celý popsaný protokol je implementován v projektu PX4 samostatnou aplikací 
Mavlink, která zajišťuje většinu standartní komunikace. Ve vytvořených aplikacích pro 
integraci generovaného kódu bylo navíc použito přenosu hlasových povelů pro signalizaci 
stavu navrženého autopilota a taky zvolených signálu z generovaného kódu pro ladění a 
ověření řídících smyček, což bude popsáno v následující kapitole. 
5.6.2. Kalibrace a změna stavu systému 
Pomocí telemetrie probíhá také kalibrace připojených senzorů a RC soustavy, kdy je 
operátor přes pozemní stanici nejprve informován o její nutnosti a pak případně také o 
průběhu celé sekvence.  
Dále je možné změnit aktuální stav připojeného systému ať už s ohledem na povolení 
výstupů na serva a motor (Arm nebo Disarm), nebo případně nastavit příslušný letový mód 
řízení letadla. 
5.6.3. Přenos letových a řídicích dat 
Další částí přenášených dat jsou pravidelně posílané hodnoty ze senzorů a řídicího 
systému, sloužícího pro monitoring letadla za letu. Tato data pak lze zobrazit několika 
způsoby v použitém programu pro pozemní stanici, což bude popsáno dále. 
Přenos základní sady hodnot zajišťuje dříve zmíněná aplikace Mavlink, která obsahuje 
čtení těchto hodnot z příslušných témat a jejich přenos pomocí příslušných definovaných 
zpráv. Pro projekt Skydog bylo nezbytné zajistit vysílání některých proměnných 
z generovaného kódu, ať už pro potřeby ověření funkčnosti integrovaného kódu tak i pro 
pozorování chování algoritmů v reálném prostředí.  
Toho bylo dosaženo využitím tématu debug_key_value, který umožňuje přenos 
zvoleného počtu dvojice název proměnné a její hodnoty do pozemní stanice, kde ji lze 
zobrazit. Ve vytvořených aplikacích integrujících generovaný kód jsou tedy zvolené hodnoty 
pravidelně publikovány do uvedeného tématu, odkud jsou v upravené části aplikace Mavlink 
následně čteny a pomocí standartní zprávy Named_Value_Float posílány do pozemní 
stanice. V rámci navrhnutého řídicího systému se jedná o následující hodnoty: 
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 debug1 a debug2 – Univerzální výstupy z části Skydog_autopilot, které je 
možné v Simulinku připojit kamkoliv do navržené soustavy a sledovat tak 
hodnotu signálu v daném místě za běhu algoritmu v letadle. 
 P_long – Zeměpisná délka trackovacího bodu z části Skydog_path_planning. 
 P_lat - Zeměpisná šířka trackovacího bodu z části Skydog_path_planning. 
 Roll2_w – Žádaná hodnota náklonu letadla z části Skydog_path_planning. 
 Altitude2_2 – Žádaná hodnota výšky letadla z části Skydog_path_planning. 
5.6.4. Přenos hlasových a textových zpráv 
Pomocí hlasových a textových zpráv je operátor informován o nejdůležitějších 
změnách stavu systému, jako je například změna módu autopilota, přepnutí navigace na 
následující zadaný bod trajektorie, obdržení sekvence bodů trajektorie z pozemní stanice atd.  
Pro tyto účely bylo využito funkcí mavlink_log_info pro textový výstup a 
mavlink_log_critical pro hlasovou zprávu definovaných v rámci použitého protokolu 
v hlavičkovém souboru mavlink_log.h. Příklad jejich použití: 
mavlink_log_info(mavlink_fd,"[skydog_autopilot] running, autopilot mode") 
mavlink_log_critical(mavlink_fd, "#audio: skydog flying home") 
 
kde proměnná mavlink_fd obsahuje referenci na aktuálně používanou komunikační linku. 
5.6.5. Přenos GPS bodů pro autonomní let 
Pro větší názornost zadávání bodů trajektorie pro autonomní let toto probíhá na mapě 
v programu pozemní stanice, odkud jsou poté zvolené body přeneseny do letadla pomocí 
telemetrie. Tento přístup je kompletně implementován v použitém protokolu jak na straně 
letadla tak i pozemní stanice.  
Samotný přenos těchto bodů se řídí jednoduchou sekvencí zobrazenou na Obr. 21., 
kdy je nejprve poslán počet zadaných bodů do letadla, následován postupnými zpětnými 
požadavky na přenos jednotlivých bodů. Po přijetí všech bodů dále letadlo vyšle potvrzovací 
zprávu, čímž operátorovi u pozemní stanice potvrdí úspěšný přenos všech zadaných bodů.  
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Obr. 21. Sekvence přenosu zvolených bodů trajektorie do letadla [8] 
Pro projekt Skydog se trajektorie zadává pomocí bodů definovaných jejich 
zeměpisnou šířkou, délkou a výškou nad mořem. Příjem těchto bodů v letadle obstarává opět 
aplikace Mavlink, ze které jsou tyto hodnoty kopírovány do tématu Skydog_waypoints. Toto 
téma pak čte aplikace Skydog_path_plannig, která z jednotlivých bodů vytvoří strukturu pro 
generovaný kód. 
5.6.6. Přenos hodnot konfigurovatelných parametrů  
Jak již bylo zmíněno dříve, některé parametry navrženého řídicího systému byly 
zpřístupněny pomocí telemetrie v pozemní stanici, čímž byla umožněna jejich změna bez 
nutnosti opětovného generování a integrace kódu. Nastavené hodnoty všech parametrů lze 
zapsat buď pouze do RAM paměti řídící desky, kdy po restartu systému dojde k nastavení 
všech parametrů na jejich výchozí hodnoty, anebo je lze zapsat do EEPROM paměti, kde 
dojde k jejich zachování i po odpojení napájení. Poslední možností je uložení všech parametrů 
do textového souboru v pozemní stanici, odkud je možné je poté opětovně načíst a nahrát do 
letadla. 
Jednotlivé přístupné parametry včetně jejich aktuálních hodnot jsou do pozemní 
stanice načteny vždy po připojení systému, dále je možné tento seznam aktualizovat i 
manuálně. Všechny parametry jsou sdruženy do skupin podle jejich významu, což 
zpřehledňuje jejich používání.  
Tyto nastavitelné parametry obsahují i aplikace využité z projektu PX4, nicméně pro 
navrhovaný systém Skydog je důležitá pouze skupina SKDG obsahující vlastní parametry 
zmíněné v předchozích kapitolách. 
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Definice takovéhoto parametru probíhá pomocí makra 
PARAM_DEFINE_FLOAT(SKDG_ALT_P, 0.2f); 
,kde první parametr určuje jeho název včetně skupiny (písmena před prvním podtržítkem) a 
druhý jeho výchozí hodnotu. Dále je potřeba na tuto hodnotu získat odkaz příkazem: 
param_t Alt_P = param_find("SKDG_ALT_P"); 
nakonec lze aktuální hodnotu zkopírovat do lokání proměnné pomocí: 
float Alt_P_local; 
param_get(Alt_P, &Alt_P)); 
odkud je pak zapsána do příslušných proměnných v paměti alokované generovaným kódem. 
Pro notifikaci změny parametrů slouží téma Parameter_update, do kterého aplikace 
Mavlink automaticky publikuje aktuální čas kdykoliv dojde k příjmu nových hodnot. V rámci 
ostatních vytvořených aplikací tedy stačí toto téma monitorovat a nové hodnoty načíst pouze 
při jejich změně. 
5.6.7. Popis aplikace pro pozemní stanici 
Pro pozemní stanici byla zvolena aplikace QGroundControl, která plně podporuje 
zvolený protokol a všechny nejpoužívanější počítačové operační systémy, čímž zajišťuje i 
velkou univerzálnost použití. Dále bude popsáno základní použití programu v rámci projektu 
Skydog, pro kompletní přehled vlastností doporučuji webové stránky tohoto programu ([9]). 
Vybraná aplikace obsahuje několik tematicky rozdělených obrazovek, mezi kterými je 
možné přepínat pomocí záložek v levé části horní lišty programu. V pravé části pak lze zvolit 
vlastnosti připojení a uprostřed se nachází popis stavu aktuálně připojeného systému. 
V letovém módu zobrazeném na Obr. 22. lze vlevo vidět primární letový display 
informující o aktuální rychlosti, výšce a natočení letadla (pomocí umělého horizontu), v pravé 
pak jeho polohu na mapě včetně aktuálních bodů trajektorie, dále se zde nachází nabídka 
umožňující změnu stavu systému. 
Druhá záložka Mission (Obr. 23.) slouží pro zadávání bodů trajektorie, jejich aktuální 
seznam se zvolenými hodnotami se nachází v dolní části obrazovky. Jednotlivé body je pak 
možné zadávat buď dvojklikem do mapy, nebo přímo hodnotami do příslušných polí 
v seznamu. Po zadání požadované trajektorie lze využít tlačítka Send pro její odeslání do 
letadla, případně tlačítka Get pro získání trajektorie z letadla. 
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Obr. 22. Obrazovka programu QGroundControl v letovém módu  
 
Obr. 23. Obrazovka programu QGroundControl při zadávání trajektorie  
Záložka Config pak obsahuje především kalibraci RC soupravy a senzorů, kde je 
oboje implementováno jako přehledný průvodce, který operátora provede celou sekvencí. 
Samozřejmě je možné využít i manuální kalibrace RC soupravy, kdy je možné ručně přiřadit 
jednotlivým RC kanálům požadovanou funkcionalitu včetně použitých rozsahů. 
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Poslední záložka Pro se dále dělí na Plot sloužící pro zobrazení letových dat v grafu a 
práci s konfigurovatelnými parametry systému (Obr. 24.) a Simulation určenou pro nastavení 
komunikace při HIL simulaci, což bude vysvětleno v následující kapitole. 
 
Obr. 24. Obrazovka programu QGroundControl zobrazující letová data a parametry  
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6. ZHODNOCENÍ VÝSLEDKŮ 
6.1. Ověření v HIL simulaci 
Vytvořený řídicí systém byl nejprve ověřen v HIL simulaci, kde bylo využito 
leteckého simulátoru XPLANE pro výpočet letové dynamiky a simulaci všech potřebných 
senzorů a upraveného firmwaru zvolené desky pro výpočet algoritmů autopilota. Komunikaci 
mezi oběma bloky zajišťoval program pozemní stanice QGroundControl, který byl 
k XPLANE připojen pomocí protokolu UDP a k řídící desce pomocí standartního protokolu 
MAVLink (Obr. 25), kde bylo s ohledem na množství přenášených dat využito připojení 
pomocí USB kabelu. Tímto byl zajištěn přenos řídících signálu z integrovaného kódu v desce 
na serva a motor do simulátoru, kde proběhl výpočet letové dynamiky a aktuálních hodnot 
senzorů, které byly přivedeny zpět na vstupy do kódu autopilota. 
XPLANEQGroundControlPX4 FMU+IO MAVLink UDP
 
Obr. 25. Schéma komunikace při HIL simulaci 
Pro výpočet letové dynamiky XPLANE používá geometrický model letadla vytvořený 
v dodaném editoru, jelikož však tato simulace sloužila pouze k ověření správné funkčnosti 
integrovaného kódu a ne k posouzení jeho přesnosti byl použit model RC letadla EasyStar 
vytvořený v rámci projektu PX4, pro který byly ručně upraveny hodnoty navržených 
regulátorů.  
Takto byly ověřeny všechny letové módy a různé možnosti zadané trajektorie před 
vlastními testovacími lety, což odhalilo několik chyb jak v návrhu řídicích algoritmů, tak 
v jejich integraci, které byly obratem odstraněny. 
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Obr. 26. HIL simulace navrženého systému 
6.2. Výsledky letových testů 
První letové testy byly prováděny v manuálním módu s logováním potřebných dat 
sloužících pro ověření vytvořeného matematického modelu. Pomocí sady manévrů 
doporučených zadavateli projektu ze společnosti Honeywell jsme se pokusili zjistit potřebné 
parametry použitého letadla, bohužel většina těchto manévrů vychází z předpokladu 
vyváženého letu, což se ukázalo jako velmi obtížné až nemožné při pilotování ze země. 
Dalším problémem byly malé momenty setrvačnosti použitého letadla, což způsobilo velmi 
rychlé utlumení vybuzených vlastních kmitů. Nicméně i tak bylo možné z porovnání 
naměřených a simulovaných dat pozorovat alespoň částečnou shodu. 
Po ověření chování navrženého autopilota v Simulinku a HIL simulaci přišly na řadu 
letové testy na zvoleném letadle. Nejprve byla testována pouze stabilizace, která odhalila 
odchylku chování reálné soustavy od simulace, což se projevilo kmitáním letadla kolem 
žádané polohy. Pomocí ručního doladění hodnot parametrů jednotlivých regulátorů přes 
pozemní stanici a intenzivního letového testování byla stabilizace nastavena do vyhovujícího 
stavu. Tento přístup je obvyklý i u velkých letadel, neboť žádný vytvořený model plně 
neodpovídá reálné soustavě. Na Obr. 27. a 28. lze vidět časový průběh žádané a skutečné 
hodnoty pro osy klonění a klopení včetně polohy příslušných aktuátorů. 
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Obr. 27. Posouzení kvality stabilizace klonění. Zdroj: Bc. David Kraus 
Obr. 28. Posouzení kvality stabilizace klopení. Zdroj: Bc. David Kraus 
Letové testy plně autonomního letu se bohužel do odevzdání této práce nepodařilo 
zrealizovat nejprve z důvodu poruchy použitého RC přijímače, po zakoupení nového pak 
kvůli nevyhovujícímu počasí.  
6.3. Vytížení procesoru 
Pro posouzení navržené architektury autopilota bylo dále vyhodnoceno vytížení 
procesoru při běhu všech potřebných aplikací pro autonomní let, k čemuž byla využita 
systémová funkce top. Na Obr. 29. lze vidět časový průběh celkového vytížení procesoru, kde 
si lze všimnout pravidelných vrcholků při zápisu dat na SD kartu.  
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Obr. 29. Časový průběh celkového vytížení procesoru  
Na Obr. 30. je pak možné vidět průměrné rozdělení procesorového času mezi 
jednotlivé aplikace, z čehož lze jasně vidět rezerva vytvořeného systému pro integraci 
složitějších řídicích algoritmů.  
 
Obr. 30. Procentuální využití procesoru jednotlivými aplikacemi  
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6.4. Splnění cílů zadání 
6.4.1. Návrh SW architektury pro řízení bezpilotního letounu  
S ohledem na požadavky na vytvořený systém ze strany zadavatele projektu byla 
navržena a implementována architektura řízení bezpilotního letounu. Bylo využito několika 
veřejných open source projektů pro některé dílčí části systému, což umožnilo zjednodušit 
návrh, implementaci a testování řídicích algoritmů.  
6.4.2. Logování letových dat na SD kartu 
Byla vytvořena samostatná logovací aplikace ukládající potřebná letová data do 
vhodného formátu podle uživatelem zadaného nastavení. Navíc byla do logování zahrnuta i 
zvolená data z integrovaného řídicího systému sloužící pro posouzení jeho chování při 
letových testech. Bohužel při využití aplikace docházelo k občasným pádům systému, jak 
bylo popsáno dříve, což by měla odstranit nová verze použitého OS. 
6.4.3. Integrace automaticky generovaného kódu autopilota do řídící 
elektroniky 
Tato práce obsahuje popis principu integrace generovaného kódu a přehledného 
průvodce nastavením modelu v Simulinku až po spuštění tvorby kódu. Dále byly vytvořeny 
dvě aplikace komunikující s tímto kódem včetně možnosti zobrazení hodnot vybraných 
signálů a změny zvolených parametrů přes pozemní stanici. Nakonec byl popsán způsob 
nahrání kompletního kódu do zvolené řídící desky. 
6.4.4. Komunikace s pozemní stanicí 
Pro komunikaci s pozemní stanicí byl vybrán a popsán vhodný komunikační protokol, 
díky kterému je možné s letadlem oboustranně sdílet data. Lze tak pozorovat aktuální polohu 
soustavy a hodnoty jednotlivých senzorů, měnit nastavení systému a letové módy, zadávat 
GPS body požadované trajektorie nebo měnit parametry řídicího systému. Nakonec byla 
krátce popsána aplikace pro pozemní stanici a její využití pro interakci s letadlem Skydog. 
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7. ZÁVĚR 
Cílem této práce bylo navrhnout SW architekturu řízení bezpilotního letounu Skydog 
pro letové testy algoritmů autopilota pro dopravní a rekreační letadla vyvíjených v rámci 
společnosti Honeywell Aerospace.  
Nejprve byl krátce popsán zvolený drak letadla a použité senzory s jejich umístěním, 
čímž byla nastíněna zejména váhová a rozměrová kategorie vyvíjeného systému. 
 Pro realizaci řízení letu bylo nutné nejdříve vybrat vhodnou řídící desku zejména 
s ohledem na použitou architekturu procesoru, dostupné rozšiřující sběrnice a bezpečnostní 
funkce. Z tohoto pohledu byly popsány čtyři různé dostupné platformy, ze kterých byla 
vybrána platforma PX4 vyhovující ve všech požadavcích.  
Dále byl zhodnocen SW dodávaný společně s jednotlivými deskami s cílem prověřit 
možnosti použití jejich některých částí pro projekt Skydog, což bylo vhodné. Byl zvolen opět 
kód projektu PX4, který byl upraven a doplněn pro potřeby vyvíjeného systému. Následuje 
popis práce s použitým operačním systémem, návod pro tvorbu vlastních aplikací pro řídící 
desku i nastavení sdílení dat mezi jednotlivými moduly.  
Poté bylo nutné zajistit logování letových dat pro ověření vytvořeného matematického 
modelu. Toho bylo dosaženo vytvořenou aplikací, která ukládá všechna potřebná data na SD 
kartu do univerzálního formátu CSV. Operátor má možnost nastavení žádané logované 
frekvence pomocí parametru při startu systému. 
Jelikož bylo cílem provést návrh a implementaci vlastního autopilota, bylo potřeba 
nejprve vytvořit jeho strukturu, která kopíruje rozdělení známé z velkých letadel. Tuto 
navrženou architekturu pak bylo nutné sestavit v Simulinku, kde probíhal veškerý návrh a 
prvotní ověření algoritmů na matematickém modelu. Po vytvoření kompletního řídicího 
systému bylo potřeba zajistit integraci automaticky generovaného kódu do zvolené řídící 
desky. Tato práce obsahuje přehledný návod zahrnující kompletní nastavení použitého 
modelu a spuštění tvorby kódu. Dále byly vytvořeny dvě samostatné aplikace sloužící pro 
interakci s tímto kódem, díky čemuž mohlo být využito rozdílné časování jednotlivých 
modulů. 
Poslední částí práce je komunikace s pozemní stanicí, kde byl zvolen protokol 
Mavlink sloužící pro kalibraci a změnu stavu soustavy, přenos letových a řídicích dat a pro 
posílání hlasových a textových zpráv. Dále je takto možné zprostředkovat GPS body 
trajektorie zadávané na mapě a nastavovat konfigurovatelné parametry navrhnutého řídicího 
systému, což velmi urychlilo vývoj. 
Vyvinuté bezpilotní letadlo splnilo všechny požadavky a bude dále sloužit potřebám 
zadavatele projektu.  
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Příloha 4: Přehled použitých vstupů a výstupu pro Skydog_autopilot 
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13. SAMOSTATNÉ PŘÍLOHY 
Příloha 5: CD-ROM s diplomovou prací a přílohami 
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Příloha 1  Spouštěcí skript pro projekt Skydog 
 
sercon 
 
nshterm /dev/ttyACM0 & 
 
set TTYS1_BUSY yes 
 
uorb start 
 
set PARAM_FILE /fs/microsd/params 
if mtd start 
then 
 set PARAM_FILE /fs/mtd_params 
fi 
 
param select $PARAM_FILE 
if param load 
then 
 echo "[init] Parameters loaded: $PARAM_FILE" 
else 
 echo "[init] ERROR: Parameters loading failed: $PARAM_FILE" 
fi 
 
set OUTPUT_MODE io 
 
commander start 
 
px4io start 
 
px4io recovery 
 
px4io limit 200 
 
mavlink start 
 
sh /etc/init.d/rc.sensors 
 
set MIXER skydog 
 
set MAV_TYPE 1 
 
param set MAV_TYPE $MAV_TYPE 
 
sh /etc/init.d/rc.interface 
 
attitude_estimator_ekf start 
 
skydog_autopilot start 
 
skydog_path_planning start 
 
logsd start -f 20 
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Příloha 2 Vytvořené téma pro předávání dat mezi komponentami autopilota 
 
#ifndef SKYDOG_AUTOPILOT_SETPOINT_H_ 
#define SKYDOG_AUTOPILOT_SETPOINT_H_ 
 
#include <stdint.h> 
#include <stdbool.h> 
#include "../uORB.h" 
 
/* control sets with pre-defined applications */ 
#define ORB_ID_SKYDOG_AUTOPILOT_SETPOINT ORB_ID(skydog_autopilot_setpoint) 
 
// skydog_autopilot_setpoint structure 
struct skydog_autopilot_setpoint_s 
{ 
 float Roll_w;  // wanted roll [rad] 
 float Altitude_w; // wanted altitude [m] 
 float Groundspeed_w; // wanted speed [m/s] 
 bool Valid;   // other values valid? 
 float Current_waypoint; //index of current wp (for logging) 
 float P[3]; //tracking point (for logging) 
 float U[3]; //local position point (for logging) 
 float eta; //current eta (for logging) 
 float d2; //current distance d2 (for logging) 
 short Autopilot_mode;  //current control mode (for logging) 
 
}; 
 
/* register this as object request broker structure */ 
ORB_DECLARE(skydog_autopilot_setpoint); 
 
#endif /* SKYDOG_AUTOPILOT_SETPOINT_H_ */ 
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Příloha 3 Přehled použitých vstupů a výstupů pro Skydog_path_planning 
 
Vstupy 
Název Jednotka Datový 
typ 
Popis 
Altitude2_r m float Měřená GPS výška m.n.m. 
X_earth_r º float Měřená zeměpisná délka GPS  
Y_earth_r º float Měřená zeměpisná šířka GPS  
Groundspeed2_r m/s float[3] Měřená rychlost GPS (východ, sever, dolů) 
Waypoints_w m.n.m, º, º,  
m/s 
float[60] Žádané body trajektorie [výška, délka, šířka, 
rychlost] 
Home_position m.n.m, º, º,  
m/s 
float[4] Domácí pozice [výška, délka, šířka, 
rychlost] 
Error - boolean Značka problému, let zpět na domovskou 
pozici 
Mode2_w - int16 Letový mód 
 
Výstupy 
Název Jednotka Datový typ Popis 
Roll2_w rad float Žádaný úhel klonění letadla 
Altitude2_w m float Žádaná výška letu 
Speed_w m/s float Žádaná rychlost vzhledem k zemi 
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P m,º, º float[3] Poloha trackovacího bodu [výška , délka, 
šířka] 
Act_wps_index - float Číslo naváděného bodu trajektorie 
d2 m float Vzdálenost od trackovacího bodu 
U m,º, º float[3] Poloha letadla  [výška ,délka, šířka] 
eta rad float Úhel mezi vektorem aktuální rychlosti a 
vektorem aktuální pozice a pozice 
trackovacího bodu 
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Příloha 4 Přehled použitých vstupů a výstupu pro Skydog_autopilot 
 
Vstupy 
Název Jednotka Datový typ Popis 
Roll_w rad float Žádaný úhel klonění  
Altitude_w m.n.m float Žádaná výška  
Groundspeed_w m/s float Žádaná rychlost  
Roll_r rad float Měřený úhel klonění  
Altitude_r m.n.m float Měřená výška  
Groundspeed_r m/s float Měřená rychlost  
Pitch_r rad float Měřený úhel klopení  
Yaw_r rad float Měřený úhel zatáčení  
Roll_speed_r rad float Měřená rychlost klonění  
Pitch_speed_r rad float Měřená rychlost klopení 
Yaw_speed_r rad float Měřená rychlost zatáčení 
Roll_acc_r rad float Měřené zrychlení klonění 
Pitch_acc_r rad float Měřené zrychlení klopení 
Yaw_acc_r rad float Měřené zrychlení zatáčení 
RC_aileron_r rad float RC povel pro křidélka 
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RC_elevator_r rad float RC povel pro výškovku 
RC_rudder_r rad float RC povel pro směrovku 
RC_throttle_r <0,1> float RC povel pro motor 
RC_flaps_r <0,1> float RC povel pro  klapky 
Mode2_w - int16 Letový mód 
 
Výstupy 
Název Jednotka Datový typ Popis 
Elevator_w rad float Výstup na servo výškovky 
Aileron_w rad float Výstup na serva křidélek 
Rudder_w rad float Výstup na servo směrovky 
Throttle_w <0,1> float Výstup na motor 
Flaps_w <0,1> float Výstup na serva klapek 
debug1 - float Volitelný výstup pro ladění algoritmu 
debug2 - float Volitelný výstup pro ladění algoritmu 
 
