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ABSTRAKT
Tato práce se zabývá výběrem formátu vhodného pro polohovací zařízení a především jeho
zpracováním pomocí vlastní aplikace, která je v rámci práce vytvořena. Součástí práce
je také návrh části polohovacího zařízení, která komunikuje s PC přes USB sběrnici.
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ABSTRACT
The thesis deals with the selection of a suitable format for a motorized stage and espe-
cially processing by custom application, which is created as a part of the work. A part
of thesis also involves a design of a part of motorized stage which communicates with
the PC over USB bus.
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ÚVOD
S rozvojem techniky se většina výroby automatizuje, což umožňuje zkrácení výrob-
ního procesu. Jedním z odvětví, kde se tak děje, je i výroba plošných spojů. K tomu,
aby mohla být realizace plošného spoje automatizována, je nejdříve nutné návrh
plošného spoje převést do dat vhodného formátu, které popisují každý krok výroby.
Tato práce se zabývá načtením těchto dat pro polohovací zařízení a jejich odeslání
do plotteru přes USB sběrnici. Součástí této práce také bude výběr polohovacího
zařízení a vytvoření programu pro toto zařízení.
Úvodní část se bude věnovat popisu vybraného formátu dat, který slouží pro
přenos dat mezi nástrojem CAD a aplikací vytvořenou v rámci této práce. Dále se
bude práce zabývat nástroji použitými při vývoji, především frameworkem Qt4, na
kterém bude aplikace založena. S tím souvisí i popis návrhových vzorů, které budou
při vývoji použity. Jde především o návrhový vzor Model-View-Controler, na němž
je založen Qt4 framework, a Command Pattern, jenž nachází využití především
v implementaci operace rollback. Nedílnou součástí teoretické části bude popis USB
sběrnice, jenž je dnes nejrozšířenější univerzální sběrnicí. Dále bude specifikován
formát dat, který zprostředkuje komunikaci PC s polohovacím zařízením.
V rámci práce budou také popsány součástí polohovacího zařízení, které přímo
souvisí s řízením polohy v jednotlivých osách.
Výsledná aplikace pro PC bude sloužit jako postprocesor, který kontroluje data
před odesláním do polohovacího zařízení, a také umožní editovat načtená data a pří-
padně vložení doplňujících dat specifických pro dané polohovací zařízení. Do pro-
gramu pro polohovací zařízení bude implementováno řízení polohy. Pří výběru po-
lohovacího zařízení bude nutné dbát na to, aby zařízení mohlo být připojeno k PC
přes USB jako klient.
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1 TEORETICKÝ ÚVOD
V této kapitole se nachází základní informace o formátech, které se používají v elek-
trotechnice při návrhu plošných spojů. Dále kapitola obsahuje popis nástrojů a me-
todik použitých při návrhu a realizaci softwarového nástroje pro předzpracování dat
pro polohovací zařízení. Poslední část kapitoly se zabývá použitým hardwarem po-
lohovacího zařízení a některými algoritmy použitými pro řízení.
1.1 Výběr formátu dat
Jedním ze základních parametrů při výběru formátu je podpora CAD (Computer-
Aided Design). CAD je jedním z nástrojů široce používaných v mnoha oblastech,
kromě jiného se používají také v elektrotechnice pro návrh plošných spojů. Jed-
nou z možností jak fyzicky realizovat návrh vytvořený v CAD nástrojích je pomocí
CAM (Computer-aided manufacturing) systémů, jejichž výstupem jsou data, která
popisují každý krok procesu výroby.
Přestože v minulosti existovala celá řada formátů pro řízení tiskových zařízení,
v praxi se jich dnes používá pouze několik:
• Excellon formát slouží k výměně dat s vrtacími a frézovacími zařízeními při
výrobě plošných spojů,
• Hewlett-Packard Graphics Language (HPGL) formát vytvořený firmou HP pro
komunikaci s plottery. Kromě jiného se používá pro tisk desek plošných spojů,
• Gerber formát (RS-274X a RS-274-D) patří mezi nejrozšířenější formáty vý-
stupu návrhu PCB, viz. následující kapitola 1.1.1.
Kromě těchto třech formátů existují i další, které ale nejsou tak rozšířené. Jeden
z formátů, jehož podpora není příliš častá v běžně používaných aplikacích pro návrh
plošných spojů, je ODB++. Hlavním důvodem jeho menšího rozšíření je placená
dokumentace. Výhodou tohoto formátu naopak je, že zapouzdřuje všechny důležité
informace pro výrobu desky plošných spojů, jako jsou vodivé cesty a vrtací body, ale
i seznam součástek a kusovník, které musejí byt v případě použití gerber formátu
v odděleném souboru.
1.1.1 Datový formát Gerber data
Gerber data jsou prostředkem pro přenos návrhu desky plošných spojů do výroby.
Dnes se používá nejčastěji formát RS-274X a jeho starší verze RS-274-D, které spra-
vuje belgická firma Ucamco.
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Pro tuto práci byl zvolen novější RS-274X, jelikož tento formát gerber dat gene-
rují téměř všechny aplikace pro návrh plošných spojů. Výhodou novějšího formátu
je, že obsahuje všechna důležitá data pro kreslení plošných spojů v jednom souboru.
Na začátku každého souboru gerber dat je třeba provést definici několika pa-
rametrů. Jedním ze základních parametrů jsou jednotky, se kterými se v souboru
pracuje. Formát RS-274X umožňuje zvolit mezi milimetry a palci. Kromě jednotek
je také nutné nadefinovat formát, ve kterém budou čteny souřadnice, protože jsou
zapsány pouze ve tvaru celého čísla bez desetinných čísel. V následujícím příkladu
je definován formát souřadnic osy X a Y s dvě-ma číslicemi před desetinnou čárkou
a třema za desetinnou čárkou. Z toho plyne, že pokud se v souboru bude vyskytovat
poloha ve tvaru čísla 01025, bude toto číslo převedeno na hodnotu 1, 025. Za touto
definicí jsou nastaveny jednotky na milimetry.
%FSLAX23Y23*%
%MOMM*%
Mezi další parametry, které lze nastavit patří, offset a měřítko plošného spoje.
Dále je možné volit mezi použitím absolutní hodnoty souřadnic nebo inkrementální.
Základním prvkem formátu RS-274X jsou definice clon nabývající různé tvary
a rozměry. Clona představuje tvar nástroje, který bude použit při kreslení plošného
spoje.
V rámci této práce jsem se rozhodl primárně zaměřit na podporu základní na-
bídky clon (obr. 1.1), které jsou definovány parametrem AD. Mezi standardní clony
patří:
• Kruh je definován poloměrem (obr. 1.1a). Následující příklad nadefinuje novou
clonu s identifikačním číslem 10 kruhového tvaru, která bude mít poloměr 0,5:
%ADD10C, 0.500*%
• Obdélník je definován výškou a šířkou (obr. 1.1b). Příklad definuje clonu s
identifikačním číslem 12 ve tvaru obdélníku o délce strany v ose X 1,3 a délce
strany v ose Y 1,5:
%ADD12R, 1.300X 1.500*%
• Ovál je definován výškou a šířkou a jeho kratší strany jsou zakončeny půlkru-
hem (obr. 1.1c). V příkladu je definována clona tvaru oválu s délkou v ose X
2,0 a délkou v ose Y 1,0:
%ADD11O, 2.000X 1.000*%
• Pravidelný polygon, který může mít od 3 do 12 stran (obr. 1.1d). Na rozdíl od
ostatních clon má také parametr rotaci. Příklad definuje clonu tvaru polygonu
s vnějším poloměrem 0,5 a pěti stranami. Poslední parametr nastavuje rotaci,
která je nastavená na 0 stupňů:
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%ADD17P, 0.500X 5X 0.000*%
U každé clony formát umožňuje kromě jiného nadefinovat otvor kruhového nebo
obdélníkového tvaru, který se musí vejít do clony. U základních clon je tento otvor
vždy soustředěn do středu.
(a) Kruh (b) Obdélník
(c) Ovál (d) Polygon
Obr. 1.1: Základní clony formátu RS-274X[8].
RS-274X dále obsahuje struktury, které vycházejí z nadefinovaných clon. Tyto
struktury se skládají ze souřadnic x, y a módu. Mód může nabývat tří hodnot:
1. z počáteční do koncové pozice se vykreslí čára přes aktuální clonu,
2. nic se nevykresluje, pouze se posune aktuální bod,
3. bez vykreslování se posune na aktuální bod, kde vykreslí aktuální clonu.
Tento formát také umožňuje vytváření maker, které rozšiřují nabídku předdefi-
novaných tvarů clony, ty ale v této práci nebyly použity[8].
1.2 Popis návrhu aplikace
V této části jsou popsány nástroje použité při vývoji aplikace pro PC, která bude
zpracovávat gerber data a posílat je do vybraného polohovacího zařízení.
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1.2.1 Unified Modeling Language (UML)
UML je v současnosti nepoužívanější a nejrozšířenější nástroj objektového modelo-
vání na světe. Jazyk UML se skládá z mnoha grafických prvků, které lze vzájemně
kombinovat do podoby diagramu. Jedná se tedy o standardní jazyk pro vizualizaci,
specifikaci, konstrukci a dokumentaci prvků projektu[4].
Přestože vizuální podoba diagramů vytvořených na základě UML může mít
mnoho různých podob, je doporučeno používat jeden z předem definovaných typů
diagramu. V rámci této práce jsou použity následující typy:
• Diagram tříd (Class Diagram),
• Sekvenční diagram (Sequence Diagram),







Obr. 1.2: Značky použité v diagramu tříd.
Diagram tříd
Diagram tříd zobrazuje vztahy mezi třídami. Jedním z nejpoužívanějších vztahů
v tomto diagramu je specifikace, což je vtah mezi rodičovskou třídou a jejím po-
tomkem, který dědí metody a funkce rodiče. Mezi základní vztah v tomto diagramu
dále patří asociace. Dvě třídy spojeny touto vazbou jsou na sobě nezávislé, ale jedna
z nich může volat metody druhé třídy. Dalším používaným vztahem je agregace. Ta
je použita v případě, pokud jedna třída zapouzdřuje druhou. Důležitým důsledkem
použití této vazby je zpřehlednění kódu rozdělením tříd do logických celků. Poslední
s použitých vazeb je kompozice. Jedná se o podobnou vazbu jako agregace, ale exis-
tence třídy je závislá na kontejneru, který jí zapouzdřuje. Grafické znázornění těchto
vztahů je na obrázku 1.2.
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Sekvenční diagram
Tento diagram popisuje interakci mezi třídami v čase. Na horizontální ose jsou zob-







Obr. 1.3: Ukázka sekvenčního diagramu.
Diagram aktivit
Diagram aktivit se podobá vývojovému diagramu, ale obsahuje například i prvky
používané Petriho sítí, jako jsou synchronizační bloky.
1.2.2 Model-View-Controller (MVC)
MVC je návrhový vzor, která se často používá při vývoji aplikace s uživatelským
rozhraním. MVC se skládá ze tří částí: model, view a controller. Model zapouzdřuje
data aplikace a specifikuje pravidla pro přístup k těmto datům. View (pohled) repre-
zentuje model přepracovaný do podoby vhodné k interakci s uživatelem. Controller
(řadič) reaguje na interakci uživatele a vyvolává události, které vedou ke změně
modelu a pohledu.
Z důvodů zvýšení flexibility a opětovného použití kódu byl v mírně pozměněné
formě začleněn MVC také do Qt knihovny. Změny se týkají především části view
a controller, které byly sloučeny. Výsledkem sloučení je architektura model/view
zjednodušující práci více pohledů nad stejnými daty.
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1.2.3 Qt framework
Qt je multiplatformní sada knihoven, kterou je možné použít pro vývoj aplikací jak
s GUI, tak i bez něj. Je šířen pod licencí komerční, LGPL v2.1 a GPL v3. Základní
knihovna tříd je napsaná v jazyce C++. Ke zjednodušení kompilace jak knihoven
tak i softwaru používající Qt, se používá nástroj qmake, který generuje makefile ze
souboru projektu (Project Files *.pro).
Meta-Object Systém (MOS)
MOS je systém, který zavádí podporu signálů a slotů pro komunikaci mezi třídami,
dynamické identifikace typu (RTTI) a dynamic property system. Dynamic property
system umožňuje použití takzvané property neboli vlastnosti. Tyto vlastnosti se
chovají podobně jako datové proměnné třídy, ale na rozdíl od nich mají další atributy.
Mezi nejčastěji používané atributy patří READ aWRITE, které nastavují oprávnění
pro čtení dat a změnu dat.
Systém MOS vychází ze tří základních položek:
1. QObject je základní třída, jejichž potomci mohou využívat rozšíření jazyka
C++, které zavádí MOS.
2. Q_OBJECT je makro, které se uvádí v soukromé sekci potomka třídy QObject
a aktivuje prvky MOS.
3. Meta-Object Compiler je preprocesor, který převede zdrojový kód s prvky MOS
do standardního jazyka C++, což umožní přeložit kód v překladači jazyka
C++.
Architektura Model/View
Qt4 dělí na základě architektury model/view třídy do tří základních skupin: mo-
del, view a delegate. Každá z těchto skupin tříd vychází z abstraktní třídy, která
poskytuje rozhraní pro svoje potomky.
Model
Všechny modely vycházejí ze třídy QAbstractItemModel, která definuje rozhraní
pro přístup k datům pro třídy ze skupiny view a delegate. Model nemusí data přímo
uchovávat, ale často také slouží pouze jako mezivrstva pro práci z databázemi, sou-
bory a podobně.
Každá položka v modelu má několik datových prvků rozdělených na základě
jejich role. Role jsou zavedeny do modelu za účelem identifikace data podle typu
požadavku tříd view a delegate. Mezi nejpoužívanější předdefinované role patří:
• DisplayRole údaje určené pro čtení,
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• EditRole údaje určené pro zobrazení při editaci,
• DecorationRole údaje, které mají být zobrazeny jako dekorace ve formě ikony,
• CheckStateRole tato role se používá pro získání stavu zaškrtávacího políčka,
• ToolTipRole data zobrazená jako tooltip,
• SizeHintRole velikost pole pro položku, která bude zobrazena[3].
View
Třídy ze skupiny pohledů obvykle vycházejí z abstraktní třídy QAbstractItemView.
Jejich úkolem je získávat data od modelu a prezentovat je uživateli. Tato data nemusí
být vždy prezentovaná v podobě poskytnuté modelem, ale mohou být i zcela odlišná
od základní datové struktury modelu. Všechny pohledy používají pro čtení jednot-
livých položek v modelu tzv. indexy, které reprezentuje třída QModelIndex. Index
neobsahuje jen ukazatel na datovou položku, ale také ji jednoznačně identifikují na
základě řádku, sloupce a rodičovského indexu.
Delegate
V architektuře model/view obecně platí, že view je zodpovědný za prezentaci mo-
delových dat uživateli a zpracování uživatelského vstupu. Pro získání těchto vstupů
slouží delegát. Ten při interakci uživatele vytváří widget (viz část 1.2.3 strana 19),
který slouží jako editor dat. V některých pohledech je delegát také zodpovědný za
vykreslování jednotlivých položek.
Graphics View Framework
Tato část knihovny Qt poskytuje třídy pro vykreslování vektorové grafiky. Na zá-
kladě architektury Model/View je framework rozdělen na dvě třídy. Třídu QGra-
phicsScene, která představuje část model, a třídu QGraphicsView, jenž zastává
funkci pohledu.
QGraphicsScene
Tato třída slouží jako kontejner pro objekty QGraphicsItem, ty na rozdíl od vět-
šiny tříd v Qt nemají jako předka třídu QObject, což snižuje nároky na paměťové
a výpočetní prostředky. Položky ve třídě QGraphicsScene jsou na základě segmentů
uspořádány do BSP (Binary Space Partitioning Trees) stromů. BSP je binární strom,
což znamená, že každý uzel ve stromu má dva potomky. Uzly v tomto stromu jsou
tvořeny dvourozměrnými objekty QGraphicsItem, jenž rozdělují prostor na prostor
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před a za objektem. Takové uspořádání dat umožňuje třídě QGraphicsView efek-
tivně pracovat s objekty, jenž jsou ve třídě QGraphicsScene uloženy. V důsledku
toho mohou být v reálném čase vykreslovány i scény s velkým počtem objektů.
QGraphicsView
Třída je určená k vykreslování výřezu ze scény, kterou přestavuje QGraphicsScene.
Umožňuje na základě požadavků posun ve scéně a její přibližování, respektive od-
dalování. Ve výchozím stavu se stará o vykreslování třída QWidget, tu je ale možné
nahradit třídou QGLWidget, jenž vykresluje grafiku přes rozhraní OpenGL. Třída
QGraphicsView se také stará o zachycení událostí vyvolaných uživatelem, které fil-
truje a přeposílá do třídy QGraphicsScene.
Undo Framework
Undo Framework implementuje operaci rollback do knihovny Qt na základě ná-
vrhového vzoru Command Pattern. Operace rollback umožňuje v případě potřeby
nastolit jeden z předchozích stavů, ve kterém byl objekt, na kterého je operace apli-
kovaná.
Command Pattern funguje na principu vytváření objektů, které implementují
dané činnosti. Objekty jsou obvykle vytvářeny takzvaným klientem. Vytvoření ob-





Obr. 1.4: Schéma Command Pattern.
V Undo Framework zastupuje instance jedné činnosti třída QUndoCommand.
Tato třída také uchová informaci k nastolení původního stavu. Každá provedená
činnost se ukládá do zásobníku, který představuje třída QUndoStack. Posunem zpět
a dopředu v zásobníku je nastolen stav před použitím příkazů a po jeho použití.
Do zásobníku nemusí být ukládány pouze jednotlivé příkazy, ale za pomoci makra
i sekvence příkazů, které budou následně provedeny v jednom kroku.
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Součástí Undo Framework je také QUndoView, jenž slouží k zobrazení obsahu
zásobníku QUndoStack a posunu v něm.
Ekvivalentem objektu iniciátor ze schéma na obrázku 1.4 je v Qt QUndoStack.
Ten zapouzdřuje příkazy, tedy potomky třídy QUndoCommand. Dokument a klient
mohou být tvořeny celou škálou tříd. V některých případech je klient a dokument,
jehož historie je uchovávána, tvořen jednou třídou.
Třída QVariant
QVariant třída se chová podobně jako složený datový typ jazyka C++ union. Ten
slouží k uchovávání zadaných typů dat v jedné proměnné, přičemž je zabraná paměť
o délce nejdelšího zadaného typu. Důvodem proč se ve většině případů union nehodí
pro použití v Qt je, že není možné určit, který z datových typů do něj byl uložen[10].
Tento nedostatek řeší právě QVariant. Ten může obsahovat celou řadu typů, jenž
jsou registrovány v MOS (viz část 1.2.3 strana 16).
Správu datových typů má v MOS na starosti třída QMetaType, která uchovává
asociace mezi názvem typu a typem. Přidávání nových typů může být prováděno i za
běhu voláním makra Q_DECLARE_METATYPE, které umožní používání daného
typu v objektu QVariant pro šablonové funkce. Pro ne-šablonové metody je třeba
zavolat také metodu qRegisterMetaType, která přiřadí typu jednoznačné id.
QVariant se používá především jako návratový typ nebo parametr ve funkcích,
kde není znám předem datový typ. K tomu účelu je použit především v datovém
modelu.
Privátní ukazatel (D-pointer)
Tento ukazatel zapouzdřuje privátní metody a proměnné třídy. D-pointer nachází
uplatnění především v knihovních třídách, kde se využívá toho, že změny vnitřní
struktury ukazatele nemají vedlejší účinky na aplikaci, protože ukazatel je přístupný
pouze z kódu knihovny. Dalšími přínosy jsou větší přehlednost kódu a rychlejší
překlad.
V Qt se v metodách tento ukazatel nepoužívá přímo, ale v soukromé sekci třídy
se zavolá makro Q_DECLARE_PRIVATE, které vytváří inline funkci nazvanou
d_func. Ta vrací instanci soukromé třídy přes d_ptr. V těle funkcí třídy se pak
volá makro Q_D, které vloží do ukazatele d ukazatel na funkci d_func. Podobně se
používá ukazatel q_ptr, který umožňuje přístup z privátní třídy do hlavní třídy.
Main Window Framework
Main Window Framework poskytuje rozhraní pro vytváření uživatelského GUI. Zá-
kladní třídou, jež poskytuje rozhraní pro uživatele, je QWidget. Z této třídy dědí
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všechny třídy, které přijímají události na základě podmětu uživatele a jsou vykreslo-
vány na obrazovce. Každí widget může mít maximálně jednoho rodiče. Widget bez
rodiče se nazývá okno. Hlavní okno je tvořeno třídou QMainWindow. QMainWindow
má specifické uspořádání, které umožňuje přidat do hlavního okna objekty QTool-
Bar, QDockWidget, QMenuBar a QStatusBar. QDockWidget je okno, které může
být ukotveno po krajích Hlavního okna. Pro přepínání dokovacích oken, která jsou
ukotvena přes sebe, je použita přepínací lišta, jak je patrné na obrázku 1.5 v jeho
spodní části. Třída QMenuBar představuje hlavní horizontální menu. Dalším ob-
Obr. 1.5: Dokovací okna poskládaná přes sebe.
jektem v hlavním okně je obvykle QToolBar. Je to pohyblivý ovládací prvek, jenž
zobrazuje skupinu objektů QAction. QAction je třída, která reaguje podobně jako
tlačítko na interakci uživatele. Použití této třídy není omezeno pouze na QToolBar,
ale používá se i ve třídě QMenuBar.
1.2.4 Scanline algoritmus
Je základním algoritmem pro vyplňování obecného mnohoúhelníku. U tohoto algo-
ritmu je třeba nejdříve vytvořit seznam všech hran mnohoúhelníku. Pak se mnoho-
úhelník rozdělí na linky (scan-line), na kterých se provádí detekce průsečíku s hra-
nami. Na každé lince se průsečíky seřadí podle souřadnic osy x a vykreslí se úsečka
mezi lichými a sudými průsečíky. Dále je třeba ošetřit kolizi linky s vrcholem po-
lygonu. Pokud je vrchol lokálním extrémem v ose x, je třeba generovat průsečík




Obr. 1.6: Algoritmus Scan-line.
1.2.5 Knihovna libusbx
Knihovna libusbx umožňuje komunikaci s USB zařízením z user-mode, což usnad-
ňuje vývoj aplikace. Aplikace běžící v user-mode je pod dohledem jádra operačního
systému s možností ochrany paměti. Jednou z výhod této knihovny je také oficiální
podpora všech nejpoužívanějších operačních systémů pro PC (Windows, Mac OS a
GNU/Linux). Verze pro Windows je postavená na WinUSB, což je generický ovladač
USB poskytován společností Microsoft[1].
1.3 Polohovacího zařízení
Vybrané polohovací zařízení je polohovací stolek zkonstruován na ústavu mikroelek-
troniky (obr. 1.7). Jeho pohyb v osách zajišťují krokové motory, které jsou řízené
mikrokontrolérem. Do mikrokontroléru jsou posílány instrukce přes sběrnici USB
(Universal Serial Bus).
1.3.1 Sběrnice USB
USB je dnes nejrozšířenější univerzální sběrnicí, která zprostředkovává komunikaci
mezi PC a jeho perifériemi.
Komunikace pomocí USB probíhá přes čtyř nebo pětižilový kabel. Ve čtyřžilo-
vém provedení mezi sebou komunikují zařízení výhradně protokolem Master-Slave.
Pátý vodič se používá pouze v případě OTG (One-The-Go) režimu, který zavádí
do standardu USB některé vlastnosti typické pro Point-to-Point protokol. Sběrnice
používá tři typy konektorů (obr 1.8), každý typ má odlišný konektor pro hostitelské
a klientské zařízení[9].
USB umožňuje komunikaci třemi rychlostmi:
• high-speed rychlost přenosu je 480 Mb/s
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Obr. 1.8: Typy USB konektorů.
• full-speed rychlost přenosu je 12 Mb/s
• low-speed rychlost přenosu je 1,5 Mb/s
Detekce rychlosti, kterou se bude komunikovat, probíhá na základě pull-up rezistoru,
který je připojen na straně klienta. V případě full-speed rychlosti je pull-up rezistor
připojen na vodič D+ (obr. 1.9). Zařízení komunikující rychlostí low-speed má pull-
up rezistor na vodiči D-[9].
1.3.2 LCD EA DOGM162
EA DOGM162 je znakový dvouřádkový LCD display s řídicí jednotkou ST 7036.
Řídicí jednotka displaye umožňuje komunikovat paralelně po osmi (obr. 1.10) nebo
















Obr. 1.9: Zařízení připojené full-speed rychlostí.
ještě následující piny:
• Enable - Pokud má hodnotu logické „1“ řadič načte hodnoty z datového vodiče.
• R/W - Při zápisu dat na LCD musí mít hodnotu „0“, při čtení „1“.
• RS - Logická „1“ určuje, že příchozí data budou zobrazeny na LCD. Logická
„0“ na pinu určují, že přichází příkaz.
Při sériové komunikaci se používá kromě datových pouze RS pin. Výhodou použitého
kontroléru je široký rozsah napájecího napětí 4, 5𝑉 až 5, 5𝑉 nebo 2, 7𝑉 až 3, 5𝑉
s připojeným kondenzátorem na měnič napětí.
Použití tohoto displaye vyplývá ze specifikace zadání.
Obr. 1.10: Schéma zapojení LCD EA DOGM162 pro paralelní osmibytovou komu-
nikaci a napájení 3, 3𝑉 .
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1.3.3 Regulátor krokových motorů TA8435H
Integrovaný obvod Toshiba TA8435H umožňuje regulaci proudu cívek krokového mo-
toru pouze za pomoci hodinového signálu přivedeného na vstup obvodu. Pro hladší
pohyb krokového motoru umožňuje obvod použít sinusové mikrokrokování až 1/8[7].
Při mikrokrokování dochází k rozdělení plného kroku na několik menších kroků. To-
hoto je dosaženo postupnou změnou proudu v jednotlivých fázích krokového motoru,
jak je vidět na obrázku 1.11.
Obr. 1.11: Sinusové mikrokrokování s polovičním krokem obvodem TA8435H[7].
1.3.4 Bresenhamův algoritmus
Tento algoritmus slouží pro rasterizaci úsečky. Důvodem jeho častého použití při
rasterizaci je, že používá pouze celočíselnou aritmetiku[2].
Tento algoritmus funguje tak, že na ose, na které je větší rozdíl počátečního a
koncového bodu, dochází k inkrementaci v každém cyklu, ale inkrementace druhé
osy je závislá na znaménku tzv. prediktoru. Na následujících řádcích je jednodu-
chá implementace v jazyce C, kde x1, y1 jsou souřadnice počátečního bodu a x2,
y2 jsou souřadnice koncového bodu. V této implementaci je prediktor rozdělen na
proměnnou k a e, jenž označuje chybový člen.
int x1, y1, x2, y2; // Vstupy
int ox = x1 < x2 ? 1: -1;
int oy = y1 < y2 ? 1: -1;
int dx = abs(x2-x1); int dy = abs(y2-y1); int k = dx-dy;
while (x1 != x2 || y1 != y2) {
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int e = k*2;
if (e > -dy) { k -= dy; x1 += ox; }
if (e < dx) { k += dx; y1 += oy; } }
1.3.5 Mikrokontrolér dsPIC33EP256MU806
Mikrokontroléry PIC jsou vyráběny americkou firmou Microchip Technology. Šest-
náctibitový signálový mikrokontrolér řady dsPIC33E je postaven na modifikované
Harvardské architektuře. V integrovaném pouzdře je kromě DSC (Digital Signal
Controller) jádra také integrován DSP (Digital Signal Processing). Vysoký výkon
(až 70 MIPS), schopnosti zpracovat velké množství digitálních i analogových vstupů
a různých komunikačních rozhraní dělá z dsPICu kvalitní nástroj pro řízení kar-
táčových stejnosměrných motorů, EC motorů, asynchronních motorů a krokových
motorů, který potřebuje minimální počet dalších obvodů.
Tato řada mikrokontroléru se také vyznačuje podporou řady komunikačních sběr-
nic. Moduly těchto sběrnic komunikují s CPU skrze DMA (Direct Memory Access)
RAM, takže nezdržují činnost jádra procesoru. Moduly komunikačních sběrnic ne-
zapisují a nečtou z DMA RAM přímo, ale skrze DMA řadič.
Další předností tohoto čipu je robustní řízení hodinového cyklu. To umožňuje
užití interních nebo externích oscilátorů. Hlavní interní oscilátor má frekvenci 7, 37𝑀𝐻𝑧.
Frekvence tohoto oscilátoru je možné upravovat, až o ±12% pomocí registru. Kromě
hlavního oscilátoru je uvnitř pouzdra mikrokontroléru také oscilátor o frekvenci
32, 768𝑘𝐻𝑧. Ten je využit v případě, že je mikrokontrolér v úsporném režimu.
Jako hlavní oscilátor je možné použít také externí krystal o frekvenci 0, 8𝑀𝐻𝑧 až
60𝑀𝐻𝑧. Kmitočet interního i externího oscilátoru lze také dělit a násobit. Násobení
frekvence je prováděno pomocí fázového závěsu (Phase-Locked Loop). Maximální
výstupní frekvence je až 140𝑀𝐻𝑧, při které dosahuje procesor 70𝑀𝐼𝑃𝑆.
Procesor je také vybaven obvodem pro generování vysokorychlostní pulzně šíř-
kové modulace (Pulse-Width Modulation), která má rozlišení 8, 32𝑛𝑠. PWM dokáže
reagovat na triggery, což umožňuje implementaci regulace PWM bez zatěžování hlav-
ního jádra. Triggery jsou připojeny na analogově digitální převodník, který je inte-
grován do čipu. To umožňuje změnu PWM signálu na základě analogového signálu
přivedeného na jeden z 24 vstupně-výstupních pinů, které mohou být nastaveny do
analogového režimu.
1.3.6 SCPI
SCPI (Standard Commands for Programmable Instruments) standart byl vytvořen
konsorciem GPIB výrobců. Definuje standardní sadu textových příkazů, které umož-
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ňují komunikaci mezi PC a přístroji. SCPI standard nedefinuje fyzickou vrstvu, a
proto může být použit v různých komunikačních rozhraních[5].
Příkazy v SCPI se dělí na obecné a subsystémové. Obecné příkazy se používají
k nastavení a čtení stavových registrů, synchronizaci a ukládání dat a jsou definovány
standardem IEEE 488.2. Tyto příkazy začínají znakem „*“ a v případě dotazu jsou
zakončeny „?“, nejpoužívanější obecné příkazy jsou v tabulce 1.1.
Syntaxe Popis
*idn? dotaz na identifikaci přístroje
*rst příkaz pro reset přístroje, obsahy stavových registrů zůstanou nezměněny
*cls příkaz pro nulování stavových registrů
*opc aktivace hlášení o ukončení operace
*opc? dotaz na ukončení operace
*tst příkaz pro spuštění vnitřního testu přístroje
Tab. 1.1: Tabulka obecných příkazu SCPI.
Subsystémové dotazy jsou odlišeny od obecných počátečním znakem „:“, který
se také používá mezi klíčovými slovy. Každý příkaz subsystému je sadou příkazů,
která zhruba odpovídá jednomu funkčnímu bloku v přístroji. Následující příklad
vrátí poslední chybu z fronty chyb.
:SYSTem:ERRor?
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2 IMPLEMENTACE DESKTOP APLIKACE
Kapitola obsahuje popis tříd vytvořených v rámci této práce a implementaci tříd
Qt knihovny, jež byly použity k vývoji aplikace pro zpracování formátu gerber dat.
2.1 Datový model
Jako rozhraní pro soubor Gerber formátu jsem použil dříve popsaný datový model
(viz část 1.2.3 strana 16). Jelikož je gerber formát dosti rozsáhlý, rozhodl jsem se pro
implementaci pouze jeho části, a to především načítání parametrů pro specifikaci
formátu a základních clon.
Pro potřeby uchovávání dat jsem zvolil stromovou datovou strukturu, která se
jeví jako nejpřehlednější pro uživatele a podobné struktury bývají často používány
v profesionálních CAD/CAM nástrojích. Pro ukládání položek ve stromové hierar-
chii je použita třída GerberNode, která má jednu nadřazenou položku (neboli rodiče)
a řadu podřazených položek. Třída dále obsahuje data, která jsou zapouzdřena v ob-
jektu QVariant (viz část 1.2.3 strana 19). Pro potřeby tohoto modelu byly do třídy
QMetaType, která spravuje datové typy v Qt frameworku, přidány struktury Ger-
berLayer, GerbDCode a GerbPoint. Data typu GerberLayer obsahují položky na-
cházející se nejvýše v hierarchii stromového modelu, reprezentují celý datový soubor
gerber a jeho specifické parametry. GerbDCode je datová struktura reprezentující
parametry clony, které jsou identifikovány na základě takzvaného dcode (viz. 1.1.1).
Nejníže ve stromové hierarchii se nachází struktura GerbPoint poskytující informaci
o pozici a módu, která vede k vykreslení čáry nebo prosvícení nadřazené clony.
Aby mohly být datové struktury zobrazeny v pohledu, byla vytvořena třída Ger-
berProxy, která vychází ze třídy QProxyModel. Tato třída má za úkol transformovat
datové struktury modelu GerberModel do čitelné podoby textových řetězců, které







Obr. 2.1: Diagram tříd datového modelu.
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Celou datovou strukturu modelu lze ukládat do souboru. K tomuto účelu byl zvo-
len značkovací jazyk XML. Mezi hlavní výhody tohoto jazyka patří snadné přidávání
nových prvků a také čitelnost v textovém editoru. Pro ukládání XML byla použita
třída QXmlStreamWriter, která poskytuje jednoduché API pro XML. Protějškem
této třídy je QXmlStreamReader, jež poskytuje rychlý parser pro XML soubory.
2.1.1 Třída GerberModel
Za účelem implementace datového modelu byl vytvořen objekt GerberModel. Jed-
notlivé položky jsou v tomto modelu identifikovány na základě indexů, jejichž nejdů-
ležitějšími parametry jsou řádek, ukazatel na GerberNode a nadřazený index, který
je typický zejména pro stromovou strukturu.










[gcode == (36 || 37)]
[Konec souboru]
DToNode ReadG AMToNode ReadMO
ReadOF
ReadFS
Obr. 2.2: Stavový diagram načítání gerber dat ze souboru.
Mezi stěžejní vlastnosti tohoto objektu patří především funkce data a metoda
setData. Funkce data vrací údaje uložené v rámci dané role na základě indexu. Kromě
předdefinovaných rolí (viz část 1.2.3 strana 16) byla použita také role ROLE_MACRO.
V rámci této role je na základě parametrů dat z indexu typu GerbDCode navrácena
hodnota parametrů makra (viz část 1.1.1 strana 13). Metoda setData je použita pro
změnu dat v modelu, do této metody byla přidána ROLE_UNDO. Změny provedené
na základě této role jsou uloženy do zásobníku QUndoStack a mohou být vráceny.
Pro změnu dat na základě ROLE_UNDO je vytvořena třída DataChangeCommand,
která uchovává původní hodnotu a novou hodnotu dat a také nadřazený index a řá-
dek modifikovaných dat. Dalšími metodami třídy GerberModel, jejíž akce jsou uklá-
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dány do zásobníku historie, jsou insertRow pro vložení položky a removeRow pro její
smazání. Tyto dvě činnosti jsou implementovány třídami insertCommand a remove-
Command. Tyto třídy stejně jako DataChangeCommand uchovávají kromě hodnoty
dat také nadřazený index a řádek, kam jsou data vložena, respektive vymazána.
Důvodem pro uchování nadřazeného indexu je zneplatnění indexu položky při jejím
vymazání. Pokud by byl v konkrétních příkazech uchován pouze index položky, tak
by vymazání položky v modelu znemožnilo návrat do původního stavu. Všechny tyto
třídy mají na základě klíčového slova friend, přístup k chráněným signálům třídy
GerberModel. Třídy, které souvisí s datovým modelem, jsou zobrazeny v diagramu
tříd na obrázku 2.1.
2.1.2 Třída PropertyModel
Jak už bylo zmíněno dříve, jednotlivé položky třídy GerberModel jsou tvořeny da-
tovými strukturami GerberLayer, GerbDCode a GerbPoint. Jelikož by v pohledu
zobrazení všech parametrů a jejich editace, působila nepřehledně, byla na základě
datových typů položek vytvořena třída PropertyModel. Tento model na základě in-
dexu označené položky GerberModelu zobrazuje ve stromové struktuře parametry
položky a parametry jí nadřazených položek (obr. 2.3b).
(a) GerberModel (b) PropertyModel
Obr. 2.3: Modely GerberModel a PropertyModel zobrazené v QTreeView.
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2.1.3 Třída CmdModel
Obsah tohoto modelu vychází ze třídy GerberModel, na základě kterého třída Cm-
dModel generuje posloupnost instrukcí pro polohovací zařízení. Každá instrukce tvoří
čtyři znaky a jejich parametry jsou vždy přepočítány na milimetry i pokud jsou ger-
ber data v palcích. Třída se také stará o výpočet trasy pro vykreslovaní výplně na
základě algoritmu Scanline (viz. část 1.2.4 strana 20).
• info - Tato instrukce podává informace o rozměrech aktuální clony.
• move - Instrukce udává, kam se má přesunout polohovací zařízení. Má dva
parametry: posuv na ose x a ose y.
• elev - Instrukce má jeden parametr, který udává posun na ose z.
• stop - Tento příkaz ukončuje posloupnost instrukcí.
2.2 Pohledy
Jako základní pohled pro zobrazení stromové datové struktury modelu byla použita
třída QTreeView. Tato třída se používá k zobrazení hierarchického modelu. V rámci
programu byla použita k zobrazení datových modelů GerberModel (obr. 2.3a) a
PropertyModel (obr. 2.3b).
Pro grafické zobrazení gerber dat byl použit Graphics View Framework (viz část
1.2.3 strana 17). V rámci práce byla vytvořena třída BoardScene, která je potomkem
QGraphicsScene a třída BoardView, která je potomkem QGraphicsView. Třída Bo-
ardView se stará o vykreslování scény a také zachytává všechny události iniciované
uživatelem.
Jednotlivé objekty ve scéně jsou potomky třídy BoardItem, která vychází z třídy
QGraphicsItem. Nejdůležitější vlastností BoardItem je index, jenž přestavuje třída
QPersistentModelIndex. Tento index funguje jako reference na položku ve třídě Ger-
berModel a umožňuje přiřadit jednotlivým objektům ve scéně ekvivalentní položku
v datovém modelu. Třídy, které dědí z BoardItem, byly vytvořeny na základě clon
v gerber formátu (viz. 1.1.1):
• BoardCircle - reprezentuje prosvícení kruhové clony (circle),
• BoardRectangle - přestavuje clonu obdélníku (rectangle),
• BoardElipse - reprezentuje prosvícení clony ovál (oval),
• BoardPoly - reprezentuje prosvícení clony polygon (regular polygon).
Tyto třídy jsou použity pouze pro mod vykreslení, ve kterém je clona prosvícena
na danou pozici. Pro kreslení čáry byly použity třídy BoardJoint a BoardPolyLine.
BoardPolyLine zapouzdřuje třídu BoardJoint a stará se o vykreslování polygonu,
jehož body mají totožnou pozici jako je pozice zapouzdřených spojů typu BoardJoint.
Pro zobrazení historie byla použita třída QUndoView (viz část 1.2.3 strana 18).
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(a) Návrh desky (b) Simulace
Obr. 2.4: Porovnání simulace s návrhem desky.
Dalším pohledem je třída Simulation, která slouží pro kontrolu vygenerovaných
příkazů třídou CmdModel (viz strana 2.1.3). Třída umožňuje sledovat skutečnou
trasu polohovacího zařízení v prostoru (obr. 2.4b). Tato třída je potomkem třídy
QGLWidget, která slouží k vykreslování OpenGL grafiky.
2.3 Dialog nastavení
Jelikož se výpočetní výkon pracovních stanic, na kterém bude aplikace pracovat,
může značně lišit, bylo vytvořeno dialogové okno nastavení (obr. 2.5), jež umož-
ňuje uživateli vybrat si mezi vykreslováním softwarovým nebo hardwarovým, které
používá rozhraní OpenGL. Dále je uživateli umožněno zapnout vyhlazování (Anti-
aliasing) a mřížku, která má volitelnou vzdálenost mezi jednotlivými body. U mřížky
lze také upravit její maximální hustota bodů.
2.4 Testování vytvořené aplikace
Během vývoje aplikace obvykle vznikají chyby, proto byly prováděny testy, které
mají za úkol tyto chyby odhalit. Základním nástrojem, jenž byl při vývoji použit,
je GNU Project Debugger (GDB). Ten slouží ke sledování programu za běhu. GDB
byl použit hlavně na trasování důležitých cest a cyklů v programu, jako je parser
gerber souborů.
Dalším problémem, který se týká zejména programovacího jazyka C++ jsou
úniky paměti, případně čtení a zápis mimo přidělenou paměť. K detekci těchto
chyb bylo použito softwarové virtuální prostředí Valgrind s výchozím nástrojem
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Obr. 2.5: Okno nastavení programu.
Memcheck. Ten funguje tak, že binární soubor přeložený v ladicím módu spustí
v softwarovém virtuálním prostředí a po ukončení programu vypíše do konzole nebo
do textového souboru ladicí zprávu.
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3 POLOHOVACÍ ZAŘÍZENÍ
Pro tuto práci bylo vybráno polohovací zařízení zkonstruované na ústavu mikro-
elektroniky v rámci diplomové práce. Toto zařízení má dokončenou mechanickou a
výkonovou část. Tato práce se zabývá vytvořením řídicí části.
3.1 Deska plošných spojů pro řídicí část
Pro řídicí jednotku bylo vytvořeno schéma (obr 3.1), na základě kterého byla ve spo-
lupráci s ústavem mikroelektroniky vytvořena deska plošného spoje, jejíž autorem
je konzultant této práce Ing. Martin Klíma.
Obr. 3.1: Schéma řídicí desky.
Pro mikrokontrolér byl zvolen krystal o frekvenci 8𝑀𝐻𝑧, jehož frekvence je vy-
násobena pomocí PLL (Phase-Locked Loop) integrovaného v procesoru na 120𝑀𝐻𝑧.
Při této frekvenci dosahuje řídicí jednotka téměř maximálního výkonu 60 MIPS.
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Kromě hlavního PLL je použito i pomocné PLL pro USB modul. Pomocné PLL
umožnilo nastavit frekvenci taktu USB modulu na 48𝑀𝐻𝑧, tato frekvence je nutná
pro komunikaci USB modulu v režimu Full-Speed. Další důležitou součástkou na
schématu je kondenzátor C1, který je připojen na nábojovou pumpu. Nábojová
pumpa je v mikrokontroléru použita jako měnič napětí pro zápis do paměti pro-
gramu. Pro připojení programátoru slouží konektor PROG_1. Pro komunikaci s pro-
gramátorem je použit PGED1 datový vstupně-výstupní pin pro programování, la-
dění a také pin PGEC1 sloužící jako vstup pro hodinový signál programovacích
dat.
K mikrokontroléru je také připojen LCD display EA DOGM162 (viz část 1.3.2
strana 22), který slouží k zobrazení aktuálního prováděného úkonu. Display je přípoj
k mikrokontroléru podle schématu na obrázku 1.10. Toto zapojení umožňuje použít
paralelní komunikaci po osmi datových vodičích.
Dále jsou na schématu piny s označením MOT1 až MOT3, ty jsou připojeny
k regulátoru krokových motorů TA8435H (viz. část 1.3.3 strana 24).
3.1.1 USB komunikace
Pro komunikaci s PC používá řídicí mikrokontrolér USB sběrnici (viz. část 1.3.1
strana 21). Část programu pro mikrokontrolér, která zabezpečuje komunikaci přes
USB, je z velké části tvořena USB frameworkem od firmy Microchip[6]. Součástí toho
je i callback funkce USER_USB_CALLBACK_EVENT_HANDLER. Tato funkce
je vyvolána vždy, pokud doje k události na USB sběrnici. V programu vytvořeném
v rámci této práce byly odchytávány pouze události, které jsou vyvolány při zahájení
a ukončení komunikace s PC. Při zahájení komunikace byl nadefinován koncový
bod (endpoint) číslo jedna pro přijímání a odesílání dat. Koncová bod jednoznačně
identifikuje logické zařízení připojené k PC přes USB.
O načítáni dat, která přecházejí z PC, se stará funkce ProcessIO, která je volána
v hlavním cyklu programu. Ta v případě, že je navázáno spojení s PC, kontroluje,
jestli se v DMA paměti RAM mikrokontroléru nenachází příchozí data. Pokud jsou
v paměti příchozí data, pak jsou tato data porovnávána s příkazy, které vycházejí
z SCPI (viz. část 1.3.6 strana 25). Použití SCPI umožňuje získat základní obecné
informace o zařízení bez jeho bližší znalosti. Pokud jsou nalezena data, ale neod-
povídají žádnému známému příkazu, nastane chyba, která je detekována na LCD
nápisem „ERR“ v pravém dolním rohu. Kromě základních příkazů SCPI byly na-
definovány i vlastní, které jsou vypsány v tabulce 3.1.
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Syntaxe Popis
move Tento příkaz má dva parametry pozici os x a y, na které
se má přesunou polohovací zařízení.
elev Příkaz má jeden parametr, který nastavuje novou po-
lohu osy z.
info Tento příkaz se po přijetí zobrazí i s parametrem na
LCD.
stop Příkaz informuje zařízení, že bylo dokončeno odesílání
posloupnosti příkazů.
Tab. 3.1: Seznam nadefinovaných příkazů.
3.2 Řízení krokových motorů
Pohyb vybraného polohovacího zařízení zajišťují krokové motory. Hlavním důvodem
jejich použití je řízení polohy krokového motoru v otevřené smyčce v kombinaci
s uzavřenou smyčkou proudové regulace. Jelikož proudovou regulaci zajišťuje obvod
TA8435H (viz. část 1.3.3 strana 24), bylo v této práci řešeno pouze řízení polohy.
Aby se předešlo skokové změně rychlosti, která by zapříčinila oscilaci polohy při
rozjezdu a zastavování motoru, byla použita proporcionální regulace s variabilním
zesílením a omezením rychlosti (obr. 3.2). Variabilní zesílení zajišťuje, že motor
začne zpomalovat na základě doby, která je nutná na dosažení minimální rychlosti
z aktuální rychlosti. Na následujících řádcích se nachází zjednodušená implementace
řízení polohy v jazyce C.
if (chyba_pozice * rychlost_zpomaleni <= aktualni_rychlost - min_rychlost)
aktualni_rychlost -= rychlost_zpomaleni;
else if (aktualni_rychlost < max_rychlost)
aktualni_rychlost += rychlost_akcelerace;
Jedním ze základních úkonů polohovacího zařízení, které kreslí desku plošných
spojů, je kreslení čar. Pro kreslení čar je nutné, aby na sobě byl závislý pohyb
motorů v osách x a y. K výpočtu četnosti kroků jednotlivých motorů byl použit
Bresenhamův algoritmus pro rasterizaci úsečky, jenž se používá v počítačové grafice
(viz. část 1.3.4 strana 24). Tento algoritmus byl vybrán, protože používá pouze
celočíselnou aritmetiku, což zvyšuje jeho efektivnost zejména na mikrokontrolérech,
které pracují pouze s celými čísly.
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Obr. 3.2: Průběh řízení polohy krokového motoru.
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4 ZÁVĚR
Úvodní část práce se zabývá výběrem formátu vhodného pro polohovací zařízení.
Na základě daných požadavků byl vybrán gerber formát RS-274X. Tento formát je
udržován firmou Ucamco, která k němu vydala velmi kvalitně zpracovanou doku-
mentaci, která byla použita při vývoji aplikace. Formát byl vybrán především pro
jeho snadnou čitelnost, jelikož je ukládán ve formátu ASCII řetězců. Další výhoda
tohoto formátu je i podpora velkého množství aplikací pro návrh plošných spojů.
Práci s tímto formátem také ulehčuje to, že veškerá CAM data se nacházejí v jednom
souboru.
V rámci této práce byl vytvořen program, který slouží jako preprocesor pro zpra-
cování gerber dat. Program je vytvořen v jazyce C++ za pomoci frameworku Qt4.
Během vývoje jsem se seznámil s použitím architektury Model/View, na jejímž zá-
kladě je postavená velká část vizualizační aplikace. Tato architektura mi umožnila
rozdělit zdrojový kód na menší separované části, což zvýšilo přehlednost kódu a
usnadnilo to začlenění dalších prvků v pozdější části vývoje. Pro zjednodušení práce
uživatele s programem byl do datového modelu začleněn Undo framework, který
umožňuje uživateli vrátit provedené úkony až o třicet kroků zpět, respektive vpřed.
Dále program umožňuje editaci parametrů vrstev a clon. Kromě základních para-
metrů, které obsahuje gerber formát RS-274X, byly přidány i další ve formě flagů,
které se nastavují u jednotlivých bodů. Pro komunikaci s USB zařízením je použita
knihovna libusbx, která umožňuje komunikaci bez dodatečných ovladačů.
I přestože je Qt4 velmi kvalitní sada knihoven, bylo při vývoji odhaleno několik
problematických chyb, které souvisí s Model/View architekturou. Tyto chyby sou-
visí konkrétně s třídou QItemSelectionModel a QTreeView. Původ chyb byl nalezen
díky nástroji Valgrind a na základě toho byl upraven zdrojový kód aplikace, který
nestandardní chování tříd obchází.
V rámci práce bylo vybráno polohovací zařízení z Ústavu mikroelektroniky. Toto
polohovací zařízení mělo dokončenou pouze mechanickou a výkonovou část, která
je připojena ke krokovým motorům. Proto bylo navrženo schéma řídicí části, na
jehož základě byla na Ústavu mikroelektroniky vytvořena deska plošného spoje.
Pro řízení polohovacího zařízení byl vybrán mikrokontrolér dsPIC33EP256MU806.
Ten obsahuje i USB modul, který byl použit ke komunikaci s PC. Jako základ
pro komunikaci po USB sběrnici byly požity příkazy standartu SCPI, ke kterým
byly dodefinovány příkazy pro ovládáni polohy. Mikrokontrolér dsPIC má také na
starostí řízení polohy. Ta je realizována implementací proporcionálního regulátoru,
která zajišťuje plynulý pohyb krokových motorů bez skokových změn polohy.
Na přiloženém CD v příloze této práce se nachází demonstrační video, které
ukazuje funkčnost řídicí části polohovacího zařízení.
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Jelikož počet příkazů pro nakreslení běžné desky plošných spojů s vyplněnou
zemí může dosahovat až desítky tisíc, není možné uložit celou posloupnost příkazů
do paměti mikrokontroléru a proto je třeba i při opakovaném kreslení stejné desky
mít polohovací zařízení připojené k PC. Z tohoto důvodu by bylo vhodné rozšířit
řídicí část o externí paměťové médium. Jako nevhodnější se jeví použití paměťové
karty (například karta Secure Digital), která podporuje SPI komunikaci.
Použitý mikrokontrolér dsPIC33EP256MU806 umožňuje běžícímu programu za-
pisovat do paměti programu, proto by bylo vhodné rozšířit program o bootloader.
Ten by umožnil provádět update firmware mikrokontrolér i prostřednictvím USB
sběrnice bez použití programátoru.
Byly splněny všechny body zadání. Navíc byla navržena řídicí deska pro řízení
polohy krokových motorů. Vytvořený software je plně funkční, nabízí se však celá
řada možných vylepšení, kterými by se mohla zabývat navazující práce.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
USB Universal Serial Bus
CAD Computer Aided Design
CAM Computer Aided Manufacturing
HPGL Hewlett-Packard Graphics Language
UML Unified Modeling Language
MVC Model-View-Controller
GUI Graphical User Interface
MOS Meta-Object System
RTTI Run-time type information
OpenGL Graphical User Interface
XML Extensible Markup Language
GDB GNU Project Debugger
GNU GNU’s Not Unix!
API Application Programming Interface
Qt GUI toolkit
GCC GNU Compiler Collection
SCPI Standard Commands for Programmable Instruments
PLL Phase-Locked Loop
LCD Liquid Crystal Display
MIPS Million Instruction Per Second
DMA Direct Memory Access
PCB Printed Circuit Board
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A ŘÍDICÍ DESKY
Obr. A.1: Schéma řídicí desky.
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Obr. A.2: Zapojení konektorů na řídicí desce.
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Obr. A.3: Zapojení LCD EA DOGM162.
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Obr. A.5: Návrh desky pro LCD.
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Obr. B.1: Sekvenční diagram hlavní části aplikace.
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Obr. B.2: Konečná verze aplikace pro zpracování gerber dat.
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C PŘILOŽENÉ CD
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