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Práce se zabývá objektovì orientovaným návrhem knihovny vycházejícím z provedené
analýzy protokolu IMAP. Pozornost je vìnována rùzným pøístupùm a návrhùm øe¹ení kni-
hovny s ohledem na vhodné rozhraní. Vytvoøená knihovna pokrývá klientskou i serverovou
èást protokolu IMAP. Diplomová práce hodnotí existující knihovny protokolu IMAP a
ukazuje na výhody a nevýhody rùzných øe¹ení. V textu jsou mimo jiné popsány pro-
tokoly, které jsou v dne¹ní dobì bì¾nì vyu¾ívány v souvislosti s elektronickou po¹tou (POP,
IMAP, SMTP). Jsou zde vyhodnoceny mo¾nosti zabezpeèení sí»ového pøenosu. Pozornost
je vìnována rùzným autentizaèním mechanismùm, které zvy¹ují bezpeènost pøihla¹ovacích
údajù pøi procesu autentizace v sí»ových protokolech.
Abstract
This thesis has focused on development of library of IMAP network protocol in C++ pro-
gramming language. This work has focused on design and on interface of the library. Object
design of this library is based on analysis of the IMAP protocol. Developed library contains
implementation of a client and server part of the IMAP protocol. This work shows also
the another IMAP libraries and evaluates pros and cons of the dierent solutions. Security
of a network transfer is explained here in this thesis. This work deals with authentication
methods, which are used to protect user credentials during authentication process. Created
library can be easily used by software developers to develop an applications like an email
client program and IMAP mail server. Part of this work has focused on testing of this
developed library.
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Elektronická po¹ta je jedním z nejèastìji pou¾ívaných komunikaèních prostøedkù na inter-
netu. Jedním z protokolù, které jsou v dne¹ní dobì vyu¾ívány k pøístupu k elektronické
po¹tì je protokol IMAP. Tato práce se zabývá vytvoøením knihovny implementující tento
protokol. Pozornost je vìnována rùzným pøístupùm a návrhùm øe¹ení knihovny s ohledem
na vhodné rozhraní a jsou zva¾ovány výhody a nevýhody jednotlivých øe¹ení. Knihovna
bude vyu¾ita v praxi rmou AVG Technologies CZ, pro kterou je tato diplomová práce
vypracována.
První èást práce je vìnována aplikaèním protokolùm pro správu elektronické po¹ty.
Zkoumány jsou pøedev¹ím protokoly IMAP a POP. Tyto protokoly jsou mezi sebou
porovnávány a hodnoceny jejich vlastnosti, výhody a nevýhody. Práce popisuje kódování
pou¾ívané pøi pøenosu elektronické po¹ty. V jedné z kapitol jsou podrobnìji rozebrány
mo¾nosti zabezpeèení sí»ových protokolù a mo¾nosti autentizace u¾ivatele prostøednictvím
sítì. Dal¹í práce èást je vìnována návrhu a implementaci knihovny protokolu IMAP. V této
èásti jsou analyzovány rùzné varianty rozhraní knihovny s ohledem na snadnou pou¾itelnost
pøi programování aplikací. Souèástí je pøedvádìcí program IMAP Proxy, kterým je mo¾né
analyzovat komunikaci protokolu IMAP. Testovacím programem je mo¾né ovìøit správnou




Odvìtví informaèních technologií spojené s elektronickou po¹tou se zabývá zpùsobem
odesílání, doruèování a pøijímání zpráv pøes elektronické komunikaèní systémy. Elektro-
nický dopis je znám pod názvem e-mail. Prostøednictvím elektronického dopisu je mo¾né
provádìt komunikaci mezi lidmi po celém svìtì podobnì tak, jak je tomu v pøípadì bì¾né
po¹ty. K doruèování zpráv elektronické po¹ty je pou¾ívána elektronická adresa. Elektronická
adresa u¾ivatele je slo¾ena ze dvou èástí. První èást elektronické adresy obsahuje informace
o adresátovi a druhá èást elektronické adresy obsahuje informace o poèítaèi. Elektronická
adresa má tvar user@host, kde user je jméno u¾ivatele a host je jméno poèítaèe. Elektro-
nická po¹ta je doruèována smìrem k poèítaèi uvedeném jako host. Na poèítaèi host je typ-
icky spu¹tìn server elektronické po¹ty. Tento server slou¾í k pøijímání, ukládání a odesílání
elektronické po¹ty. Elektronický dopis mù¾e být doruèen pouze v pøípadì, ¾e na serveru
elektronické po¹ty existuje elektronická schránka u¾ivatele user. Po pøihlá¹ení tohoto u¾i-
vatele je mo¾né doruèenou po¹tu prohlédnout.
Proto, aby práce s elektronickými zprávami a elektronickými po¹tovními schránkami
byla co nejsnaz¹í, byly vytvoøeny programy, které umo¾òují pohodlnou správu elektro-
nických zpráv a po¹tovních schránek. Tyto programy nabízejí líbivá u¾ivatelská rozhraní,
umo¾òují pøijímat a odesílat zprávy, prohlí¾et jejich obsah, tøídit zprávy a vyhledávat po-
dle nejrùznìj¹ích kritérií, zálohovat zprávy a dal¹í u¾iteèné operace, které u¾ivatelé potøe-
bují ke ka¾dodennímu ¾ivotu. Tyto programy vyu¾ívají sí»ové aplikaèní protokoly pro
správu elektronické po¹ty, jimi¾ se tato práce podrobnìji zabývá. Pomocí tìchto aplikaèních
protokolù je zprostøedkován pøístup programù pro správu elektronické po¹ty k serverùm
elektronické po¹ty. Prostøednictvím sí»ových protokolù jsou u¾ivatelé pøihla¹ování ke svým
elektronickým schránkám, prostøednictvím protokolù jsou pøená¹ena data nesoucí obsah je-
jich zpráv a prostøednictvím tìchto protokolù jsou také pøená¹eny øídící pøíkazy, které jsou
u¾ivateli zadávány prostøednictvím grackého u¾ivatelského rozhraní programù pro práci
s elektronickou po¹tou.
Aplikaèní protokoly jsou velmi u¾iteènými prostøedníky v komunikaci mezi programy
pro správu elektronické po¹ty a po¹tovními servery vzdálenými èasto tisíce kilometrù od u¾i-
vatele, který si této skuteènosti ani nemusí být vìdom. Jak tomu bývá, v¹e má své svìtlé a
stinné stránky. Sí»ové protokoly bohu¾el nezùstaly výjimkou. Sí»ové protokoly pøená¹ejí
informace nehostinným prostøedím Internetu. Po cestì na tyto informace èíhají chtivé
ruce hackerù. Kráde¾ identity, ztráta soukromí, kráde¾ pøihla¹ovacích údajù. Na¹tìstí
existují bezpeènostní mechanismy, která pomáhají pøená¹ené informace uchránit. Tato
práce se zabývá bezpeènostními mechanismy sí»ových protokolù a upozoròuje na existu-
jící nebezpeèí.
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2.1 Doruèení elektronické po¹ty
Elektronická po¹ta je doruèována na elektronickou adresu. Elektronická adresa se skládá
ze dvou èástí. První z nich je jméno poèítaèe, na který má být elektronická zpráva doruèena.
Pøi doruèovacím procesu je nejdøíve vyhledán cílový poèítaè. Zpùsob hledání cílového poèí-
taèe bude blí¾e popsán pozdìji. Cílový poèítaè plní funkci serveru elektronické po¹ty.
V okam¾iku nalezení cílového poèítaèe je mo¾né pøistoupit ke druhé èásti elektronické
adresy, kterou je jméno adresáta. Aby mohla být elektronická zpráva správnì doruèena musí
mít na cílovém poèítaèi adresát zøízenu elektronickou po¹tovní schránku. Pokud na cílovém
poèítaèi adresátova schránka existuje, je do ní elektronický dopis vlo¾en. V pøípadì ¾e nelze
nalézt cílový poèítaè, nebo na cílovém poèítaèi neexistuje elektronická schránka adresáta,
nelze elektronickou po¹tu doruèit. Nedoruèitelná elektronická zpráva je vrácena zpìt jejímu
odesilateli. Problém mù¾e nastat také v pøípadì, kdy je po¹tovní schránka adresáta plná.
K odesílání a doruèování elektronické po¹ty je vyu¾íván typicky protokol SMTP (Simple
Mail Transfer Protocol), který bude pøedstaven podrobnìji pozdìji.
2.2 Formát elektronického dopisu
Elektronický dopis je nositelem obsahu, který chce odesilatel zaslat pøíjemci. Elektronický
dopis je mo¾né rozdìlit do dvou základních èástí. První èástí, která je do jisté míry povinná
je èást nazývaná hlavièky. Druhou èástí je tìlo zprávy, které mù¾e obecnì obsahovat text,
obrázky, a nejrùznìj¹í pøílohy souborù. Hlavièky zprávy jsou strukturovány do polí a nesou
popisné informace o zprávì. Tìlo zprávy je obecnì nestrukturovaný text obsahující obsah
zprávy. Hlavièky jsou od tìla zprávy oddìleny prázdným øádkem.
Hlavièky zprávy jsou strukturovány do èástí zvaných pole. Ka¾dé pole obsahuje název
pole a hodnotu. Pole mohou obsahovat pouze znaky pokryté ASCII tabulkou. Ostatní znaky
musejí být kódovány pomocí kódování MIME. Kódování MIME umo¾òuje vyjádøit tyto
znaky pomocí znakù ASCII. Kódování MIME bude blí¾e pøedstaveno pozdìji. Elektronická
zpráva by mìla obsahovat pøinejmen¹ím tato pole:
 Pole From obsahující elektronickou adresu odesilatele.
 Pole To obsahující adresu pøíjemce. Pøíjemcù mù¾e být zmínìno více.
 Pole Subject nesoucí informace o pøedmìtu zprávy. Pøedmìt zprávy slou¾í jako ¹títek
zprávy a mìl by svým obsahem reprezentovat obsah celé zprávy.
 Pole Date obsahující datum a èas vytvoøení zprávy.
 Pole Message-ID je automaticky generované pole, které slou¾í k zabránìní vícenásob-
ného doruèení zprávy.
Dal¹í pole jsou volitelná. Jedná se napøíklad o pole Bcc, Cc, Content-Type, In-Reply-
To, Precedence, Received, References, Reply-To, Sender a mnoho dal¹ích. Následujícím
pøíkladem jsou ukázány hlavièky elektronické zprávy, zdroj [11]. Na tomto pøíkladu elektro-
nické zprávy je mo¾né si pov¹imnou toho, ¾e hlavièky zprávy obsahují v¹echna povinná
pole. Mezi hlavièkami mohou být navíc zaøazena nìkterá dal¹í nepovinná pole.
1 Return-Path: <example_from@abc.com>
2 X-SpamCatcher-Score: 1 [X]
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3 Received: from [136.167.40.119] (HELO abc.com)
4 by fe3.abc.com (CommuniGate Pro SMTP 4.1.8)
5 with ESMTP-TLS id 61258719 for example_to@mail.abc.com;
6 Message-ID: <4129F3CA.2020509@abc.com>
7 Date: Wed, 21 Jan 2009 12:52:00 -0500 (EST)
8 From: Taylor Evans <example_from@abc.com>
9 User-Agent: Mozilla/5.0 (Windows; U; Windows NT 5.1; en-US; rv:1.0.1)
10 X-Accept-Language: en-us, en
11 MIME-Version: 1.0
12 To: Jon Smith <example_to@mail.abc.com>
13 Subject: Business Development Meeting
14 Content-Type: text/plain; charset=us-ascii; format=flowed
15 Content-Transfer-Encoding: 7bit
Vìt¹ina programù pro správu elektronické po¹ty umo¾òuje psát zprávy v podobì
prostého textu, nebo ve formátu HTML. Výhoda zprávy psané ve formátu HTML spoèívá
v tom, ¾e formát HTML umo¾òuje vkládání obrázkù pøímo do textu, podporuje rùzné for-
mátování a strukturalizaci textu a podobnì. Nevýhodou zprávy ve formátu HTLM je její
zvý¹ená velikost oproti zprávì psané prostým textem. z dùvodu kompatibility programù pro
správu elektronické po¹ty bývá ke zprávám ve formátu HTML navíc pøikládána její èistì
textová verze, co¾ má za následek dal¹í navý¹ení velikosti zprávy.
2.3 Kódování elektronických zpráv MIME
MIME (Multipurpose Internet Mail Extensions) je standard vyu¾ívaný pro kódování zpráv
elektronické po¹ty. Zprávy elektronické po¹ty mohou obsahovat pouze 7bitové ASCII znaky.
V dne¹ním multikulturním svìtì není mo¾né, aby zprávy elektronické po¹ty obsahovaly
pouze ji¾ zmínìné 7bitové ASCII znaky. Rùzné národy potøebují pou¾ívat své národní znaky.
Tyto znaky je potøeba bezpeènì pøená¹et v tìle elektronické zprávy. z tohoto dùvodu bylo
vyvinuto kódování MIME, které dovede vyjádøit slo¾itìj¹í symboly pomocí malé 7bitové
mno¾iny ASCII znakù. Kódování MIME je stejnì dùle¾ité také pro binární pøílohy pøilo¾ené
k elektronické zprávì.
Kódování MIME obsahuje nástroje pro popis obsahu, který je v tomto kódování
pøená¹en. Jedná se o dodateèné hlavièky, které popisují charakter pøená¹ených dat. Tento
mechanismus je vyu¾íván v souvislosti s elektronickými pøílohami pøilo¾enými ke zprávì.
Mezi tyto hlavièky patøí následující.
 Hlavièka Content-Type obsahuje informace o typu dat obsa¾ených ve zprávì.
 Hlavièka Content-Transfer-Encoding oznaèuje zpùsob, jakým byla data pøevedena
na 7bitové ASCII znaky. Podle tohoto pole je na stranì pøíjemce zji¹tìno jakým
zpùsobem zakódovaná data dekódovat.
 Hlavièka MIME-Version oznaèuje verzi kódování MIME, které bylo pou¾ito pøi kó-
dování zprávy.
 Hlavièka Content-ID je unikátní identikátor tìla zprávy. Toto pole je vyu¾íváno pøi
rozdìlování velkých zpráv na men¹í díly.
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 Hlavièka Content-Description je èlovìkem èitelný textový popis kódovaných dat.
Ka¾dá pøíloha pøilo¾ená k dopisu elektronické po¹ty je pøilo¾ena formou kontextu, který
je zakódován pomocí kódování MIME. Význam popisných dat binárního bloku kódovaného
pomocí MIME spoèívá v tom, ¾e z tìchto metadat je mo¾né zjistit, jakým zpùsobem tato
binární data interpretovat. Èím více typù kontextù program pro práci s elektronickou po¹-
tou podporuje, tím více je univerzální. Pokud napøíklad program pro práci s elektronickou
po¹tou podporuje zobrazování kontextu typu obrázek, mohou být obrázky zobrazeny pøímo
programem pro správu elektronické po¹ty. Data typù kontextù, které nemají pøímou pod-
poru programu pro práci s elektronickou po¹tou, mohou být ulo¾eny na disk do souboru
a následnì zpracovány jiným programem. Tento pøípad mù¾e nastat v pøípadì, kdy je typ
kontextu neobvyklý, nebo nese data nároèná na zpracování. Proto je výhodnìj¹í pøenechat
jejich zpracování jinému programu. Na následujícím pøíkladu je ukázána hlavièka Content-
Type.
Content-Type: text/plain; charset="iso-8859-1"
Strukturu elektronické zprávy kódovanou pomocí kódování MIME je mo¾né ilustrovat
následujícím obrázkem. Elektronická zpráva je slo¾ena z hlavièek a tìla zprávy. Tìlo zprávy
mù¾e být dále èlenìno do dal¹ích èástí. Tyto oddìlené èásti se mohou li¹it typem kontextu
a mohou obsahovat odli¹né typy dat.
Obrázek 2.1: Pøehledová struktura kódování MIME. Zdroj [6].
Kódování MIME je také vyu¾ito v hlavièkách elektronických zpráv, které obsahují jiné
znaky ne¾ jsou 7bitové ASCII znaky. Funkce kódování hlavièek pomocí kódování MIME nese
název Encoded-Word. Typickým pøíkladem kódované hlavièky je hlavièka nesoucí pøedmìt
zprávy. Jedná se o hlavièku Subject. Kódované pole pomocí MIME má tento tvar:
=?charset?encoding?encoded text?=
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Napøíklad následující øetìzec skládající se ze znakù, které nejsou pøímo vyjádøitelné
pomocí 7bitové ASCII:
"Subject: !Hola, senor!"
bude vyjádøen podle vý¹e zmínìného tvaru následujícím zpùsobem. Upravený øetìzec
je ji¾ slo¾en pouze ze znakù, které jsou obsa¾eny tabulkou ASCII.
Subject: =?iso-8859-1?Q?=A1Hola,_se=F1or!?=
Pøedcházející pøíklady textových øetìzcù byly pøevzaty z [21]. Kódování MIME díky své
zpìtné kompatibilitì s døíve denovanými standardy umo¾òuje napøíklad vyu¾ití serverù
podporujících pouze textové elektronické zprávy. Takový server doká¾e zvládnout v zásadì
jakékoliv elektronické zprávy, které jsou kódovány pomocí kódování MIME. Kódování
MIME není vyu¾íváno pouze v souvislosti s elektronickou po¹tou. MIME je vyu¾íváno
napøíklad v komunikaci HTTP protokolem.
Kódování MIME je úzce spojeno s dal¹ími dvìma kódováními. Tato kódování jsou
vyu¾ita ke kódování obsahu, který není vyjádøitelný pomocí 7bitové ASCII. Prvním z tìchto
kódování je kódování Quoted-printable, a druhým je kódování Base64.
Pomocí kódování MIME je mo¾né rozdìlit elektronickou zprávu do nìkolika èástí. Odd-
ìlovaèe jednotlivých èástí mají formu unikátního øetìzce, který se ve zprávì jinak nevysky-
tuje. Oddìlovaè zaèíná tímto øetìzcem "--". Ke ka¾dé takto vzniklé èásti je mo¾né denovat
hlavièky, které jsou svou platností omezeny pouze k èásti, ve které jsou denovány. Deklaraci
oddìlovaèe je mo¾né provést následujícím zpùsobem.
Content-Type: multipart/mixed; boundary="MyBoundaryString"
Pøíklad ukazuje deklaraci oddìlovaèe "MyBoundaryString". Hlavièka "Content-Type:
multipart/mixed"znaèí, ¾e tìlo bloku bude rozdìleno pomocí oddìlovaèe do separát-
ních èástí. Prùbì¾né oddìlovaèe mají formu --MyBoundaryString a koncový oddìlovaè




3 Subject: Hello mum
4 MIME-Version: 1.0
5 Content-Type: multipart/mixed; boundary="MyBoundaryString"
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23 This text is ignored.
Kódování Base64 slou¾í k pøevodu binárních dat na textovou reprezentaci tìchto dat.
Toto kódování je souèástí kódování MIME. Pøíklad kódování Base64 je znázornìn tabulkou
na obrázku 2.2. Hodnoty binárních dat jsou pøevedeny na 64 binárních hodnot. Tyto hod-
noty lze vyjádøit pomocí tisknutelných znakù ASCII. Výèet tìchto znakù je ukázán násle-
dujícím úsekem kódu. Zdroj [20]. Objem binárních dat vlivem kódování Base64 naroste
v prùmìru na 137% pùvodní velikosti.
Obrázek 2.2: Kódování Base64. Zdroj [3].







Kódování Quoted-printable, jinak zvané té¾ kódování QP, je alternativou ke kódování
Base64. Kódování Quoted-printable je také souèástí kódování MIME a slou¾í ke kódování
elektronických pøíloh elektronických zpráv. Kódování Quoted-printable vychází z my¹lenky,
¾e ka¾dá osmibitová hodnota mù¾e být reprezentována pomocí tøech tisknutelných znakù.
Znakem "=" následovaným dvìma hexadecimálními èíslicemi (0..9, A..F). Kódování
je øízeno nìkolika jednoduchými pravidly, která zní následovnì.
 V¹echny znaky kromì tisknutelných znakù ASCII a znakù konce øádku musí být
reprezentovány v kódované podobì. Tisknutelné znaky ASCII jsou dekadické ordinální
hodnoty znakù 33. .126, s výjimkou znaku "=", který je rezervován pro pro potøeby
kódování Quoted-printable.
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 ASCII znaky tabulátor a mezera mohou být reprezentovány bì¾ným zpùsobem, av¹ak
pokud se vyskytují na konci øádku, musí být kódovány tímto zpùsobem: "=09" (tab-
ulátor), "=20" (mezera).
 Pokud má být sekvence znakù CR, LF reprezentována jako konec øádku v kódování
Quoted-printable, je reprezentována bì¾ným zpùsobem. V ostatních pøípadech musí
být kódována následujícím zpùsobem "=0D" a "=0A".
 Délka øádku kódovaného textu nesmí být del¹í ne¾ 76 znakù. Toho lze dosáhnout
vkládáním tzn. mìkkého konce øádku. Mìkký konec øádku je reprezentován znakem
"=" na konci øádku a není reprezentován jako konec øádku v dekódovaném textu.
Následující pøíklad ukazuje úsek textu kódovaného pomocí kódování Quoted-printable.
1 If you believe that truth=3Dbeauty, then surely =
2 mathematics is the most beautiful branch of philosophy.
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Kapitola 3
Sí»ové aplikaèní protokoly pro
elektronickou po¹tu
Sí»ové aplikaèní protokoly obecnì slou¾í ke komunikaci a vzdálenému vyu¾ívání slu¾eb
serveru klientským programem. Komunikace mezi klientským programem a serverem je pop-
sána jistými pravidly, která jsou denována protokolem. Pravidla protokolu bývají standard-
izována ve snaze zaruèit vy¹¹í kompatibilitu mezi servery a klientskými programy. Snahou
standardizace je také, aby komunita vyu¾ívající daného protokolu mohla být co nej¹ir¹í.
Aplikaèní protokoly pro elektronickou po¹tu nejsou výjimkou. Pravidla sí»ových pro-
tokolù jsou popsána ve specikacích zvaných RFC (Request for Comments). Dokumenty
RFC jsou volnì dostupné ve formì anglického ASCII textu. Pravidly popsanými v RFC
dokumentech se øídí vìt¹ina komunikace dne¹ního Internetu. Dokumenty RFC mají dlouho-
letou tradici. Existuje mnoho historických RFC, které popisují technologie dávno pøekonané
svými následníky. RFC v¹ak také pokrývají novì zavádìné technologie, které mohou èekat
na své schválení schvalovacím procesem. Experimentální a informativní RFC slou¾í spí¹e
pro zajímavost. ®ádné RFC dokumenty nejsou ru¹eny. Dokumenty RFC mohou být pouze
doplòovány, nebo nahrazovány svými nástupci. Díky tomu je mo¾né napøíklad prostudovat
v¹echny RFC dokumenty od pùvodního návrhu protokolu IP z roku 1980 po nejnovìj¹í RFC
týkající se nejmodernìj¹ích technologií.
Sí»ové aplikaèní protokoly pro elektronickou po¹tu lze rozdìlit do dvou skupin. Do první
skupiny mohou být zaøazeny protokoly slou¾ící pro pøíjem elektronické po¹ty. Ve druhé
skupinì mohou být nalezeny protokoly slou¾ící pro odesílání elektronické po¹ty. Do skupiny
protokolù pro pøíjem elektronické po¹ty je mo¾né zaøadit protokoly IMAP a POP.
Do skupiny pro odesílání elektronických zpráv bude zaøazen protokol SMTP. Samostat-
nou skupinu mù¾e tvoøit protokol HTTP. Protokol HTTP není primárnì urèen pro pøenos
elektronické po¹ty. Webové rozhraní serveru elektronické po¹ty v¹ak mù¾e být vyu¾ito k pøís-
tupu k elektronickým zprávám.
Vztah mezi tìmito protokoly je znázornìn na obrázku 3.1. Èervenou barvou je znázornìn
poèítaè u¾ivatele. Na tomto poèítaèi mù¾e bì¾et nìkolik programù týkajících se elektronické
po¹ty. Modrou barvou jsou znázornìny servery elektronické po¹ty nacházející se v Internetu.
Poèítaè u¾ivatele s tìmito servery mù¾e komunikovat prostøednictvím sí»ového pøipojení.
Ke komunikaci s po¹tovními servery jsou nejèastìji u¾ívány specializované programy urèené
k tomuto úèelu.
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Prvním z tìchto programù mù¾e být program pro stahování elektronické po¹ty vyu¾í-
vající protokol POP. Na obrázku 3.1 je naznaèeno pouze jednosmìrné stahování zpráv
ze serveru. Protokol POP plní primárnì pouze úlohu stahování po¹ty.
Dal¹ím z tìchto programù mù¾e být program pro správu elektronické po¹ty vyu¾ívající
protokol IMAP. Protokol IMAP je zamìøen na interaktivní správu elektronické po¹ty, proto
je komunikace tímto protokolem naznaèena obousmìrnými ¹ipkami.
Dal¹ím z tìchto programù mù¾e být program, který bývá integrován s pøedcházejícími
dvìma programy. Jedná se o program, který slou¾í k odesílání elektronické po¹ty pomocí
protokolu SMTP. Protokol SMTP slou¾í pouze k odesílání elektronické po¹ty, proto je ko-
munikace prostøednictvím tohoto protokolu naznaèena pouze odchozím smìrem.
Posledním programem, který se na obrázku nachází, je program slou¾ící k prohlí¾ení
internetových stránek. Jedná se o webový prohlí¾eè. Prostøednictvím webového prohlí¾eèe
je mo¾né pøistupovat k elektronické po¹tì nabízeným webovým rozhraním serveru elektro-
nické po¹ty. Toto rozhraní bývá øe¹eno tak, aby zpøístupòovalo operace prohlí¾ení i odesílání
elektronické po¹ty. Proto je komunikace prostøednictvím webového rozhraní znázornìna
obìma smìry.
Z takto zavedené architektury systému pro správu elektronické po¹ty vyplývá nìkolik
nevýhod. Tyto nevýhody mají zøejmì historický základ z dob, kdy pro odesílání elektro-
nické po¹ty slou¾il protokol SMTP a pro její stahování byl vyu¾íván protokol POP. Jednou
z tìchto nevýhod je napøíklad nutnost pøi odesílání elektronické zprávy tuto zprávu pøenést
z poèítaèe u¾ivatele na SMTP server a poté tuto zprávu pøenést znovu na IMAP server.
Zpráva je tak pøenesena dvakrát. Tento a mnoho dal¹ích nedostatkù takto nastaveného
systému se sna¾í øe¹it experimentální protokol SMAP, který bude blí¾e pøedstaven pozdìji.
Obrázek 3.1: Vztah mezi protokoly pro správu elektronické po¹ty. Zdroj [15]
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Sí»ové aplikaèní protokoly vyu¾ívají slu¾eb poèítaèové sítì. V architektuøe TCP/IP
je lze øadit do aplikaèní vrstvy, která je nejvy¹¹í vrstvou tohoto vrstveného sí»ového mod-
elu. Protokoly vyu¾ívají spolehlivého pøenosu TCP. V¹em zmínìným protokolùm pro práci
s elektronickou po¹tou byl vyhrazen alespoò jeden port pro ne¹ifrovanou komunikaci a druhý
port pro komunikaci zabezpeèenou pomocí ¹ifrované vrstvy SSL. Tyto porty jsou pøiøazeny
z rozsahu známých portù (Well Known Ports). Rozsah známých portù zaèíná hodnotou 0
a konèí hodnotou 1023.
Protokolu IMAP jsou v souèasné dobì pøiøazeny dva porty pro ¹ifrovanou komunikaci
z historických dùvodù. Nejprve byl protokolu IMAP pro zabezpeèenou komunikaci pøiøazen
port 585, poté byl tento port pøesunut na port 993, ale nìkteré ji¾ existující programy pro
práci s elektronickou po¹tou vyu¾ívající protokolu IMAP stále po¾ívaly pùvodní port 585.
z tohoto dùvodu byl protokolu IMAP ponechán také port 585. Pou¾ívání portu 585 v¹ak
není doporuèováno. Místo pou¾ití portu 585 je doporuèeno vyu¾ívání novìji vyhrazeného
portu 993. Následující tabulka uvádí porty vyhrazené protokolùm pro práci s elektronickou
po¹tou. Zdroj [24].
Protokol IMAP
143 Internet Message Access Protocol (IMAP2, IMAP4, IMAP4rev1)
220 Interactive Mail Access Protocol v3 (IMAP3)
585 IMAP4+SSL (use 993 instead)
993 IMAP4 protocol over TLS/SSL
Protokol POP
109 Post Oce Protocol 2 (POP2)
110 Post Oce Protocol 3 (POP3)
995 POP3 protocol over TLS SSL (SPOP3)
Protokol SMTP
25 Simple Mail Transfer
465 SMTP protocol over TLS/SSL (SSMTP)
587 Message Submission ESMTP Extended SMTP
Protokol HTTP
80 Hyper Text Transfer Protocol (HTTP)
8080, 8008, 591 Alternativní porty pro webovou komunikaci
443 HTTP protocol over TLS SSL (HTTPS)
Obrázek 3.2: Èísla portù pøiøazená protokolùm. Zdroj [24]
3.1 Protokol SMTP
SMTP (Simple Mail Transfer Protocol) je aplikaèní protokol slou¾ící pro odesílání
elektronické po¹ty. SMTP je jedním z nejstar¹ích aplikaèních protokolù. Tento protokol
je jednoduchý a praxí provìøený a proto se tì¹í stále velké oblibì klientských programù.
Protokol SMTP mù¾e být pou¾it pouze k odesílání po¹ty, neslou¾í k jejímu pøíjmu. Bez
ohledu na protokol pou¾itý pro pøíjem po¹ty, klientské programy typicky vyu¾ívají protokol
SMTP k odesílání elektronické po¹ty. Proces odesílání a doruèování po¹ty je znázornìn
obrázkem 3.3.
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Obrázek 3.3: Proces odesílání a doruèování po¹ty. Zdroj [9]
Prvním krokem doruèovacího procesu je pøipojení klientského programu pro práci
s elektronickou po¹tou k SMTP serveru. Na SMTP serveru je analyzována adresa adresáta
a pomocí protokolu DNS (Domain Name Service) je zji¹tìna IP adresa cílového poèítaèe,
na který má být elektronická po¹ta doruèena. Na obrázku je tento krok oznaèen èísly 2 a 3.
Následujícím krokem je pøipojení SMTP serveru odesilatele k SMTP serveru pøíjemce a
pøedání elektronické po¹ty mezi tìmito servery. Tento krok je v obrázku oznaèen èíslem 4.
Po dokonèení tohoto kroku je ji¾ elektronická zpráva doruèena do elektronické schránky
adresáta. Na obrázku je pro úplnost znázornìn krok oznaèený èíslem 5, který ji¾ s doruèením
po¹ty pomocí protokolu SMTP nesouvisí. Tímto krokem je pøipojení programu pro práci
s elektronickou po¹tou adresáta a sta¾ení zprávy ze serveru. Po dokonèení tohoto kroku
je zpráva zobrazena programem pro elektronickou po¹tu pøíjemci.
Nevy¾ádané zprávy v¹eho druhu jsou oznaèovány souhrnným názvem spam. Mezi spam
lze øadit také nevy¾ádané zprávy elektronické po¹ty. Nevy¾ádaná po¹ta èasto obsahuje
komerèní obsah. Proto¾e s sebou rozesílání spamu nenese témìø ¾ádné náklady, dosahuje
objem spamu obøích rozmìrù. Objem spamu roste od zpøístupnìní Internetu veøejnosti.
Nyní nevy¾ádaná po¹ta dosahuje pøibli¾nì 80-85% celkového objemu rozeslaných elektro-
nických zpráv, zdroj [37]. Protokol SMTP mù¾e být snadno zneu¾it spammery k odesílání
spamu formou elektronických dopisù. Pùvodní návrh protokolu SMTP toti¾ neobsahuje
¾ádný zpùsob autentizace u¾ivatele.
Z dùvodu snahy omezení odesílání spamu bývá pøístup k SMTP serverùm omezen.
Pøístup k SMTP serveru bývá povolen pouze v pøípadì ¾e je klient pøihlá¹en do sítì SMTP
serveru. Èastým øe¹ením bývají také whitelisty a blacklisty. Pøístup k SMTP serveru je po-
volen pouze pokud po¾adavek pøichází z povoleného rozsahu IP adres. Dal¹ím z øe¹ení øízení
pøístupu mù¾e být napøíklad pou¾ití SMTP proxy.
13
Pozdìji byl SMTP protokol obohacen o mo¾nost autentizace u¾ivatele formou roz¹íøení
SMTP Service Extension for Authentication. Toto roz¹íøení do protokolu SMTP pøidává
pøíkaz AUTH. Pøíkazem AUTH lze provést napøíklad autentizaci mechanismem CRAM-
MD5, který bude blí¾e pøedstaven pozdìji. Vìt¹ina klientských programù autentizaci u¾i-
vatele vùèi SMTP serveru podporuje. Protokol SMTP dále poskytuje mo¾nost potvrzení
o doruèení prostøednictvím roz¹íøení DNS Delivery Status Notication.
K protokolu SMTP existuje také ¹ifrovaná varianta protokolu SMTPS. Pøi pou¾ití pro-
tokolu SMTPS je vyu¾ito ¹ifrovací vrstvy SSL, pomocí které je sí»ový pøenos zabezpeèen.
Dal¹í alternativou je vyu¾ití pøíkazu STARTTLS pøidaného do protokolu SMTP formou
roz¹íøení SMTP Service Extension for Secure SMTP over TLS. Po dokonèení pøíkazu
STARTTLS je v¹echna následující komunikace mezi klientským programem a SMTP
serverem ji¾ ¹ifrovaná pomocí vrstvy TLS.
Následující pøíklad ukazuje typickou komunikaci mezi klientským programem a SMTP
serverem. Na tomto pøíkladu je odesílání elektronické zprávy na adresu cor@cpmy.com.
z pøíkladu je vidìt ¾e protokol SMTP vyu¾ívá pøíkazy ve formì zkratek. Na tyto pøíkazy
server odpovídá odpovìïmi nesoucí kód. Podle kódu je mo¾né rozeznat, s jakým výsledkem
byl pøíkaz dokonèen. Zdroj [2].
1 C: <client connects to service port 25>
2 C: HELO snark.thyrsus.com sending host identifies self
3 S: 250 OK Hello snark, glad to meet you receiver acknowledges
4 C: MAIL FROM: <esr@thyrsus.com> identify sending user
5 S: 250 <esr@thyrsus.com>... Sender ok receiver acknowledges
6 C: RCPT TO: cor@cpmy.com identify target user
7 S: 250 root... Recipient ok receiver acknowledges
8 C: DATA
9 S: 354 Enter mail, end with "." on a line by itself
10 C: Scratch called. He wants to share
11 C: a room with us at Balticon.
12 C: . end of multiline send
13 S: 250 WAA01865 Message accepted for delivery
14 C: QUIT sender signs off
15 S: 221 cpmy.com closing connection receiver disconnects
16 C: <client hangs up>
3.2 Protokoly POP3 a IMAP4
Protokoly POP3 a IMAP4 jsou aplikaèními protokoly pro pøístup k elektronické po¹tì. Tyto
protokoly pracují na vrstvì TCP/IP. POP3 spoleènì s protokolem IMAP jsou v souèasné
dobì dva nejvíce vyu¾ívané protokoly k pøístupu k elektronické po¹tì. Moderní servery a
po¹tovní klientské programy podporují oba tyto protokoly.
Protokol POP vyu¾ívá sí»ový TCP port 110. Protokol POP slou¾í k pøíjmu po¹ty,
k odesílání po¹ty je klientským programem vyu¾íván protokol SMTP. POP protokol
je navr¾en na míru u¾ivatelùm, kteøí mají doèasné pøipojení k internetu. Takovým pøipo-
jením mù¾e být napøíklad vytáèené pøipojení pøes modem. POP protokol takovým u¾i-
vatelùm umo¾òuje pøipojit se online, stáhnout po¹tu, ukonèit spojení a po¹tu prohlédnout
oine. Pøístup ke zprávám bývá zprostøedkován pomocí POP klientského programu, jakým
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mù¾e být napøíklad Outlook, nebo Thunderbird. Zále¾í na nastavení tohoto po¹tovního pro-
gramu, zda je po¹ta po sta¾ení ponechána na serveru, nebo zda je ze serveru odstranìna.
V kontrastu k lozoi protokolu POP je navr¾en protokol IMAP. IMAP podporuje
obojí, jak online prohlí¾ení po¹ty, tak oine mód prohlí¾ení. Klientské programy IMAP
ponechávají po¹tu na serveru a ma¾ou ji pouze na explicitní ¾ádost u¾ivatele. Toto zacházení
s elektronickou po¹tou umo¾òuje pøipojení více klientských programù k jedné schránce
elektronické po¹ty zároveò.
Protokol POP obsahuje alternativu, která jej pøibli¾uje blí¾e protokolu IMAP. Klientské
programy protokolu POP mívají funkci "zanechat zprávy na serveru". Pro podporu
této funkce obsahuje protokol POP3 pøíkaz UIDL (Unique IDentication Listing). Jedná
se o funkci protokolu POP, která umo¾òuje zprávy ve schránce adresovat pomocí unikát-
ních identikátorù UID (Unique Identicator), podobnì tak, jak je to u protokolu IMAP.
Protokol POP toti¾ k tìmto zprávám bì¾nì pøistupuje na základì jejich poøadových èísel.
V pøípadì, kdy klientský program stáhne po¹tu ze serveru s aktivovanou funkcí "ponechat
zprávy na serveru", následnì jsou jiným klientským programem nìkteré zprávy smazány,
budou poøadová èísla zbývajících zpráv automaticky pøepoèítána. V takové situaci se mù¾e
stát, ¾e první klientský program bude adresovat daným sekvenèním èíslem jinou zprávu,
proto¾e zprávy byly automaticky pøeèíslovány a tento klientský program nadále poèítá
s platností neplatných èísel. z tohoto dùvodu byla zavedena funkce UIDL. Unikátní iden-
tikátory zpráv jsou platné i po zmìnách provedených v po¹tovní schránce. Mechanismus
UIDL poskytuje také funkci pøevodu z UID zpìt na sekvenèní èísla zpráv ve schránce. Podle
hodnot UID se klientský program øídí a mù¾e tak poznat, které zprávy ji¾ stáhl a které jsou
z jeho pohledu nové.
Protokol IMAP poskytuje také mechanismus UID. V mechanismus UID protokolu IMAP
je garantováno, ¾e ka¾dé nové zprávì bude pøiøazena vy¹¹í hodnota UID ne¾ je UID pøiøazené
pøedchozí pøijaté zprávy. Tento mechanismus umo¾òuje klientskému programu vy¾ádat pøí-
jem pouze novì pøijatých zpráv tím, ¾e vy¾ádá zprávy s vy¹¹ími UID ne¾ je nejvy¹¹í UID
známé tímto programem. Nevýhoda mechanismu UIDL protokolu POP spoèívá v tom,
¾e hodnota UID je v prostøedí protokolu POP tvoøena unikátním øetìzcem, který postrádá
tu vlastnost, ¾e novì pøijaté zprávì bude pøiøazeno v¾dy vy¹¹í UID, ne¾ bylo pøiøazeno pøed-
chozí pøijaté zprávì. Tento nedostatek má v protokolu POP za následek skuteènost, ¾e pøi
vy¾ádání nových zpráv klientským programem musí být ke klientskému programu pøene-
sena mapa v¹ech UID nacházejících se ve schránce. Pøenesení celé mapy UID mù¾e být
za jistých okolností velmi nároènou operací, obzvlá¹tì pokud po¹tovní schránka obsahuje
mnoho zpráv.
Z charakteru protokolù POP a IMAP vyplývá také nastavení doby timeoutu u sí»ového
pøipojení. Pro protokol POP je charakteristický krátký interval timeout, protokol IMAP
se vyznaèuje dlouhými dobami timeoutu. Hodnota timeout v protokolu IMAP se pohybuje
øádovì kolem 30ti minut a déle.
Protokol IMAP byl navr¾en v roce 1986 Markem Crispinem. Souèasná verze protokolu
IMAP je IMAP version 4 revision 1, známá také pod zkratkou IMAP4rev1. Protokol
IMAP vyu¾ívá TCP port 143. Protokol IMAP slou¾í pouze pro pøíjem po¹ty, k odesílání
je klientským programem vyu¾íván protokol SMTP.
Pøedchùdcem protokolu IMAP4 byl protokol IMAP2. Protokolem IMAP2 byly poprvé
pøedstaveny tagované odpovìdi. Podle protokolu IMAP2 je serverová odpovìï oznaèena
stejnou znaèkou, tagem, jako pøíkaz, který tyto odpovìï vyvolal. Protokol IMAP2 ob-
sahoval tyto pøíkazy: NOOP, LOGIN, LOGOUT, SELECT, BBOARD, FIND, CHECK,
EXPUNGE, COPY, FETCH, STORE a SEARCH. Tyto pøíkazy budou blí¾e pøedstaveny
15
pozdìji. Následníkem protokolu IMAP2 se stal protokol IMAP2bis. IMAP2bis byl pouze ex-
perimentálním protokolem. Pøinesl s sebou nové pøíkazy slou¾ící pro správu elektronických
po¹tovních schránek. Mezi tyto nové pøíkazy patøily pøíkazy CREATE, DELETE, RE-
NAME a MESSAGE UPLOAD. Protokol IMAP4 vychází z protokolu IMAP2bis. Ve své
podstatì protokol IMAP4 zachovává funkènost svých pøedchùdcù.
Protokol IMAP je navr¾en pro práci s po¹tou online. Klientské programy IMAP typ-
icky ponechávají po¹tu na serveru a ma¾ou ji teprve na explicitní ¾ádost u¾ivatele. Pro-
tokol IMAP pracuje s nìkolika schránkami elektronické po¹ty (protokol POP pracuje pouze
s jedinou implicitní schránkou). Schránky je mo¾né pøejmenovávat, pøesouvat, vytváøet
a odstraòovat. Mezi jednotlivými schránkami je mo¾né se pøepínat. Je v¹ak mo¾né mít
pouze jednu aktivní schránku pro jedno sí»ové spojení. z tohoto dùvodu klientské programy
IMAP èasto vytváøejí nìkolikanásobná spojení s po¹tovním serverem, z dùvodu potøeby mít
k dispozici nìkolik otevøených schránek najednou. Jak ji¾ bylo øeèeno, je mo¾né pøistupo-
vat k jedné a té samé elektronické schránce z nìkolika sí»ových pøipojení souèasnì. Tato
mo¾nost je k dispozici díky dùmyslnému mechanismu pøiøazování unikátních identikátorù
zprávám v ka¾dé schránce.
Po otevøení schránky s elektronickou po¹tou je mo¾né pøistupovat ke zprávám. Zprávy
je mo¾né stahovat ze serveru v rùzných módech, které øídí, jaké èásti zpráv budou
sta¾eny. Zprávám je mo¾né pøiøazovat popisné pøíznaky. Mezi nejbì¾nìj¹í pøíznaky mohou
být zmínìny pøíznak vymazané zprávy, pøeètené zprávy, novì pøijaté zprávy a podobnì.
Je mo¾né také denovat vlastní pøíznaky, pokud to implementace IMAP serveru pod-
poruje. Je mo¾né také zprávu na server nahrát. Nejedná se v¹ak o odeslání zprávy, nýbr¾
pouze o ulo¾ení zprávy na server elektronické po¹ty. Ke zprávám je mo¾né pøistupovat
hromadnì pomocí mno¾inového zápisu (POP ke zprávám pøistupuje jednotlivì). Zprávy
je mo¾né na serveru (bez nutnosti stáhnout v¹echny zprávy v klientském programu) vyh-
ledávat pomìrnì sostikovaným zpùsobem. Vyhledávací kritéria lze kombinovat pomocí
operátorù AND a OR. Vyhledávat zprávy lze napøíklad podle textu, který obsahují v pøed-
mìtu, nebo v tìle zprávy, podle pøiøazených pøíznakù, data vytvoøení, velikosti zprávy a
podobnì.
Protokol IMAP také podporuje zpracování pøíkazù na pozadí. Zpracování pøíkazù
na pozadí je umo¾nìno díky systémem znaèek, tagù. Pøi vzniku pøíkazu je pøíkaz oz-
naèen unikátním tagem, po jeho dokonèení je stejnou znaèkou oznaèena také odpovídající
serverová odpovìï. Funkci zpracování pøíkazù na pozadí mù¾e být výhodné vyu¾ít na-
pøíklad pro vyhledávání. Vyhledávání mù¾e být èasovì nároèné pokud schránka s elektro-
nickou po¹tou obsahuje mnoho zpráv. Pokud server tuto funkci nepodporuje, je tøeba vyèkat
na dokonèení pøíkazu vyhledávání, nebo vytvoøit nové pøipojení k IMAP serveru. Dal¹í
pøíkazy a funkcionality mohou být do protokolu IMAP pøidávány formou roz¹íøení. Pøíkla-
dem takového roz¹íøení mù¾e být øazení zpráv na stranì serveru server-side sorting.
Stejnì jako mnoho jiných historických sí»ových protokolù, také POP podle specikace
poskytuje pouze nezabezpeèený pøihla¹ovací mechanismus. Jinými slovy, heslo u¾ivatele
je stále i v dne¹ní dobì pøená¹eno v otevøené podobì internetem. Uva¾ujme pøípad, kdy
klientský program kontroluje schránku s elektronickou po¹tou periodicky v pìtiminutových
intervalech. V takovém pøípadì je heslo pøená¹eno v otevøené podobì ka¾dých pìt minut
od poèítaèe u¾ivatele smìrem k po¹tovnímu serveru. Riziko odposlechu hesla je tak velmi
vysoké. Na pøíkladu je zachyceno pøihla¹ování u¾ivatele mrose protokolem POP3 heslem
v otevøené podobì.
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1 C: USER mrose
2 S: +OK User accepted
3 C: PASS mrosepass
4 S: +OK Pass accepted
Protokol POP3 mù¾e být obohacen o øadu pøihla¹ovacích mechanismù s rùznou úrovní
zabezpeèení. První metodou chránícím heslo proti odposlechu je metoda APOP. Tato
metoda také chrání pøed útokem replay. Pøíklad pøihlá¹ení touto metodou je znázornìno
následujícím pøíkladem.
1 S: +OK POP3 server ready <1896.697170952@dbc.mtview.ca.us>
2 C: APOP mrose c4c9334bac560ecc979e58001b3e22fb
3 S: +OK maildrop has 1 message (369 octets)
Pøi pøipojení klientského programu k po¹tovnímu serveru je serverem vygenerován
unikátní øetìzec v následujícím tvaru.
<process-ID.clock@hostname>
Význam jednotlivých èástí výrazu je následující. Process-ID je hodnota PID procesu,
clock je hodnota systémových hodin a hostname je jméno poèítaèe, odpovídající jménu,
na kterém je POP3 server spu¹tìn.
Na tomto pøíkladu je zachyceno pøihlá¹ení u¾ivatele mrose, heslo je chránìno pomocí
pøíkazu APOP. Heslo ji¾ není pøená¹eno v otevøené podobì. Sdílené tajemství je øetìzec
"tanstaaf". Sdílené tajemství bývá heslo u¾ivatele. Pøi pøipojení klientského programu
server za¹le vygenerovaný unikátní øetìzec klientskému programu. Klientský program tento
øetìzec spojí se sdíleným tajemstvím, heslem u¾ivatele. Výsledný øetìzec má tedy takovouto
podobu.
<1896.697170952@dbc.mtview.ca.us>tanstaaf
Z takto vzniklého øetìzce je vypoèítána hodnota MD5, co¾ je v tomto pøíkladu hodnota
c4c9334bac560ecc979e58001b3e22fb
a tato hodnota je zaslána klientským programem po¹tovnímu serveru. Server vygeneruje
tuto hodnotu také a oba výsledky porovná. V pøípadì shody je pøihlá¹ení úspì¹né. Speci-
kace RFC pøíkaz APOP uvádí jako volitelný. Pøíkaz APOP poskytuje pouze ochranu hesla
u¾ivatele. Zabezpeèení pøenosu zpráv elektronické po¹ty lze provést pomocí ¹ifrování for-
mou TLS (Transport Layer Security), nebo SSL (Secure Sockets Layer). ©ifrování je mo¾né
zavést v protokolu POP3 pøíkazem STLS. Dal¹í alternativou je vyu¾ití ¹ifrované varianty
protokolu POP3. ©ifrovaná varianta protokolu POP3 bývá provozována na TCP portu
995. Tato komunikace je ¹ifrována pomocí vrstvy SSL. Následuje pøíklad pøipojení k portu
POP3S pomocí programu OpenSSL.
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1 C:\marak>openssl s_client -connect pop3.seznam.cz:995 -crlf
2 <handshake>
3 +OK Hello, this is Seznam POP3 server unknown.
4 USER marak
5 +OK Enter your password please.
6 PASS gagaga
7 -ERR Authentication failed (Authentication failed)
8 ... dal¹í pøíkazy ...
Protokol POP patøí k jednodu¹¹ím sí»ovým protokolùm. Pøíkazy protokolu POP jsou
pojmenovány zkratkami. Protokol POP3 nabízí následující pøíkazy.
 Pøíkazy USER a PASS slou¾í k autentizaci u¾ivatele. Tyto pøíkazy pøená¹ejí heslo
u¾ivatele v otevøené podobì.
 Volitelný pøíkaz APOP poskytuje autentizaci a ochranu hesla bìhem autentizace.
Implementace pøíkazu podle specikace není povinná.
 Pøíkaz STAT slou¾í k získání poètu zpráv ve schránce elektronické po¹ty a celkovou
velikost v¹ech zpráv ve schránce.
 Pøíkaz LIST poskytuje seznam zpráv elektronické po¹ty, výpis obsahuje poøadová èísla
zprávy a jejich velikosti.
 Pøíkaz RETR slou¾í ke sta¾ení zprávy ze serveru. Zpráva je pøená¹ena v otevøené
podobì.
 Pøíkaz DELE slou¾í k odstranìní zprávy ze serveru. Zprávy jsou nejprve oznaèeny za
smazané a po ukonèení spojení jsou fyzicky odstranìny. Tento pøíznak lze odstranit
pomocí pøíkazu RSET.
 Pøíkaz NOOP neprovádí ¾ádnou operaci. Tento pøíkaz mù¾e slou¾it k resetování logout
timeru.
 Pøíkaz RSET slou¾í k odstranìní pøíznaku smazání zprávy nastaveným pomocí
pøíkazu DELE. Zprávy po ukonèení spojení nebudou odstranìny.
 Pøíkazem QUIT lze odstranit zprávy oznaèené ke smazání a poté ukonèit spojení.
 Pøíkaz TOP slou¾í k získání hlavièky zprávy a èásti tìla zprávy. Velikost èásti pøe-
neseného tìla zprávy je parametrizovaná. Data jsou pøená¹ena v otevøené podobì.
Implementace pøíkazu podle specikace není povinná.
 Pøíkaz UIDL slou¾í k pøevodu poøadového èísla zprávy na unikátní identikátor UID.
Implementace pøíkazu podle specikace není povinná.
Protokol POP mù¾e být roz¹iøován pomocí roz¹íøení. Pøíkladem takového roz¹íøení mù¾e
být roz¹íøení jménem XTND XMIT, které umo¾òuje klientskému programu odeslat zprávu.
Na pøíkladu je znázornìna modelová komunikace protokolem POP3. Zdroj [25].
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1 C: <open connection>
2 S: +OK POP3 server ready <1896.697170952@dbc.mtview.ca.us>
3 C: APOP mrose c4c9334bac560ecc979e58001b3e22fb
4 S: +OK mrose's maildrop has 2 messages (320 octets)
5 C: STAT
6 S: +OK 2 320
7 C: LIST
8 S: +OK 2 messages (320 octets)
9 S: 1 120
10 S: 2 200
11 S: .
12 C: RETR 1
13 S: +OK 120 octets
14 S: <the POP3 server sends message 1>
15 S: .
16 C: DELE 1
17 S: +OK message 1 deleted
18 C: RETR 2
19 S: +OK 200 octets
20 S: <the POP3 server sends message 2>
21 C: QUIT
22 S: +OK dewey POP3 server signing off (maildrop empty)
23 C: <close connection>
Problematika bezpeènosti protokolu IMAP je velmi podobná bezpeènostní problematice
protokolu POP. Stejnì tak, jako v protokolu POP, hrozí pøi nechránìné autentizaci v pro-
tokolu IMAP odposlech autentizaèních údajù. Autentizaci otevøeným textem lze v protokolu
IMAP provést pomocí pøíkazu LOGIN. Pokroèilé metody autentizace, které umo¾òují au-
tentizaèní údaje proti odposlechu chránit, lze do protokolu IMAP pøidat formou roz¹íøení
a vyu¾íváním autentizaèních mechanismù SASL. Autentizaèní mechanismy SASL budou
blí¾e pøedstaveny pozdìji.
Zabezpeèení komunikace protokolem IMAP lze vyu¾itím pøíkazu STARTTLS, kterým
je vytvoøena ¹ifrovací vrstva, pomocí které je následující pøenos chránìn. Jinou alternativou
je vyu¾ití zabezpeèené varianty protokolu IMAP. Tato varianta se nazývá IMAPS a v této
variantì je komunikace chránìna pomocí ¹ifrovací vrstvy SSL od okam¾iku navázání spojení.
Protokol IMAP ve své specikaci svým zpùsobem povinnost zabezpeèení zavádí.
Ve specikaci protokolu IMAP4rev1 [31] je øeèeno, ¾e server musí nabízet takovou kong-
uraci, ve které jsou autentizaèní údaje u¾ivatele chránìny. Volba konkrétního mechanismu
ji¾ závisí na implementaci IMAP serveru.
Ji¾ na první pohled je zøejmé, ¾e protokol IMAP poskytuje výraznì vìt¹í ¹kálu pøíkazù
ne¾ protokol POP. Protokol IMAP nabízí následující pøíkazy.
 Pøíkaz CAPABILITY slou¾í k ovìøení funkcí, které IMAP server nabízí. Napøíklad
je mo¾né zjistit verzi IMAP protokolu, nebo zjistit podporovaná roz¹íøení.
 Pøíkaz NOOP neprovádí ¾ádnou operaci. Tento pøíkaz mù¾e slou¾it k vynulování
logout timeru, nebo mù¾e být pou¾it k pøenesení èásteèných výsledkù rozpracovaného
pøíkazu (pokud IMAP server podporuje zpracování pøíkazù na pozadí.
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 Pøíkaz LOGOUT slou¾í k odhlá¹ení u¾ivatele.
 Pøíkaz STARTTLS slou¾í k vy¾ádání zabezpeèení spojení ¹ifrováním.
 Pøíkaz AUTHENTICATE slou¾í k autentizaci u¾ivatele.
 Pøíkaz LOGIN slou¾í k autentizaci u¾ivatele. Tento pøíkaz pøená¹í heslo u¾ivatele
v otevøené podobì. Funkci pøíkazu je mo¾né srovnávat s pøíkazy USER, PASS pro-
tokolu POP.
 Pøíkaz SELECT a EXAMINE slou¾í k otevøení po¹tovní schránky na IMAP serveru.
Otevøením po¹tovní schránky jsou zpøístupnìny zprávy, které jsou ve schránce ob-
sa¾eny. Pøíkazem EXAMINE jsou zprávy zpøístupnìny pouze pro ètení. Otevøít
schránku pouze pro ètení mù¾e být u¾iteèné v pøípadì, kdy je schránka zpøístup-
nìna nìkolika klientským programùm zároveò. Zpøístupnìním schránky mohou být
automaticky mìnìny pøíznaky zpráv, typicky se jedná o pøíznak novì pøíchozí zprávy.
V pøípadì pou¾ití pøíkazu EXAMINE zùstanou tyto pøíznaky nezmìnìny.
 Pøíkaz CREATE slou¾í k vytvoøení nové schránky elektronické po¹ty.
 Pøíkaz DELETE slou¾í k vymazání schránky elektronické po¹ty.
 Pøíkaz RENAME slou¾í k pøejmenování schránky elektronické po¹ty.
 Pøíkaz SUBSCRIBE slou¾í k zaøazení schránky elektronické po¹ty do seznamu
schránek, které jsou vypisovány pomocí pøíkazu LSUB. Význam tohoto seznamu
je takový, ¾e schránky v seznamu jsou pro u¾ivatele nìjakým zpùsobem více zajímavé,
ne¾ ty zbylé. Schránky ze seznamu mohou být napøíklad zobrazovány klientským pro-
gramem, zatímco schránky, které v tomto seznamu nejsou, zobrazeny nejsou.
 Pøíkaz UNSUBSCRIBE slou¾í k vyøazení schránky elektronické po¹ty ze seznamu,
do kterého byla zaøazena prostøednictvím pøíkazu SUBSCRIBE.
 Pøíkaz LIST a LSUB slou¾í k výpisu schránek elektronické po¹ty. Pøíkaz LIST ak-
ceptuje dva argumenty. Prvním z nich je referenèní jméno schránky. Tento argument
slou¾í k pohybu ve stromové struktuøe schránek. Druhý z argumentù mù¾e slou¾it jako
ltr, kterým je mo¾né naèítaný seznam dále ltrovat. Ve druhém argumentu se mohou
vyskytovat dva speciální znaky. Prvním z nich je znak hvìzdièka *, kterým jsou zas-
toupeny v¹ecky znaky. Pou¾itím hvìzdièky je mo¾né získat výpis jmen v¹ech schránek.
Druhým speciálním znakem je procento %. Znak procento zastupuje v¹echny znaky
kromì znaku oddìlovaèe hierarchie. Pomocí znaku procenta je mo¾né získat výpis
v¹ech schránek na dané úrovni hierarchie. Pøíkaz LSUB pracuje podobnì jako pøíkaz
LIST s tím rozdílem, ¾e bere v potaz pouze schránky nacházející se na seznamu
vytvoøeném prostøednictvím pøíkazu SUBSCRIBE.
 Pøíkaz STATUS slou¾í k získání informací o schránce elektronické po¹ty. Pøíkazem
STATUS je mo¾né zjistit informace o schránce elektronické po¹ty bez nutnosti uzavøít
aktuální schránku, která byla døíve otevøena pøíkazem pøíkazem SELECT. V pøípadì,
¾e by byl pro získávání informací o schránce pou¾it pøíkaz SELECT, aktuální otevøená
by tím byla automaticky zavøena z toho dùvodu, ¾e v protokolu IMAP je mo¾né mít
otevøenu maximálnì jednu schránku v daném sí»ovém pøipojení. Pøíkazem STATUS
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je tedy mo¾né zjistit rovnocenné informace o schránce elektronické po¹ty, jaké posky-
tuje pøíkaz SELECT, ov¹em bez nutnosti opustit aktuální otevøenou schránku. Tato
problematika bude podrobnìji vysvìtlena na stavovém diagramu protokolu IMAP
pozdìji.
 Pøíkaz APPEND slou¾í k ulo¾ení nové zprávy na IMAP server. Jedním z parametrù
pøíkazu APPEND je jméno schránky, ve které má být zpráva na serveru ulo¾ena.
 Pøíkazem CHECK dává klient serveru najevo, ¾e v nejbli¾¹í dobì nebude jeho slu¾by
potøebovat a tím dává prostor k pøípadnému provedení údr¾by serveru (pokud nìjakou
server potøebuje).
 Pøíkaz CLOSE slou¾í k zavøení otevøené schránky elektronické po¹ty.
 Pøíkaz EXPUNGE slou¾í k odstranìní zpráv, které jsou oznaèeny pøíznakem
ke smazání.
 Pøíkaz SEARCH slou¾í k vyhledávání zpráv v otevøené schránce elektronické po¹ty
na IMAP serveru. Vyhledávat podle rùzných vyhledávacích kritérií. Vyhledávací
kritéria lze mezi sebou kombinovat pomocí operátorù AND a OR. Vyhledávat zprávy
lze napøíklad podle textu, který obsahují v pøedmìtu, nebo v tìle zprávy, podle
pøiøazených pøíznakù, data vytvoøení, velikosti zprávy a podobnì. Pøíkaz SEARCH
vyhledává zprávy pøímo na serveru, není tedy nutné, tak jako v pøípadì protokolu
POP, pro potøebu vyhledávání v¹echny zprávy ze serveru stáhnout do klientského
programu.
 Pøíkaz FETCH slou¾í ke sta¾ení zpráv klientským programem. Pøíkaz FETCH ak-
ceptuje argument, kterým lze nastavit, jaké èásti zpráv budou sta¾eny. Je napøíklad
mo¾né stáhnout pouze hlavièky zpráv, nebo pouze èást tìla zprávy.
 Pøíkazem STORE je mo¾né k elektronickým zprávám pøiøadit pøíznaky. Pøíznaky
je mo¾né nastavit, mìnit, nebo odebírat. Pøíkaz STORE je typicky pou¾íván v kom-
binaci STORE-EXPUNGE, která slou¾í ke smazání zpráv ze serveru. V první fázi
této kombinace jsou zprávám pøíkazem STORE nastaveny pøíznaky smazání zprávy,
ve fázi druhé jsou takto oznaèené zprávy ze serveru odstranìny pøíkazem EXPUNGE.
 Pøíkaz COPY slou¾í ke kopírování elektronických zpráv.
 Pøíkaz UID slou¾í k drobné modikaci chování pøíkazù COPY, FETCH, STORE a
SEARCH. Tato modikace spoèívá v tom, ¾e pøíkazy pou¾ité v kontextu pøíkazu UID
akceptují ve svých parametrech hodnoty unikátních identikátorù zpráv UID místo
sekvenèních èísel zpráv.
Dal¹í pøíkazy mohou být do protokolu IMAP pøidány formou roz¹íøení. Tato roz¹íøení
se mohou týkat napøíklad oblasti autentizace u¾ivatele, modikace chování existujících
pøíkazù, adresování zpráv, denovaných atributù a podobnì.
Na obrázku 3.4 je ukázán stavový diagram IMAP serveru. Protokol IMAP má 4 základní
stavy, kterých mohou pøipojený klientský program spoleènì s IMAP serverem nabývat.
Stav serveru úzce souvisí s validitou pou¾ití pøíkazù protokolu IMAP. Klientský program
je oprávnìn provádìt urèité pøíkazy teprve pro dosa¾ení po¾adovaného stavu.
Po pøipojení klientského programu je automaticky dosa¾eno stavu Server greeting.




























Obrázek 3.4: Stavový diagram IMAP serveru. Zdroj [31].
stavu je mo¾né se ubírat dvìma smìry. Prvním z nich je pøechod do stavu Not authenticated
state. Tohoto stavu je dosa¾eno v pøípadì, kdy pøipojení není pøedautentizované. Druhým
smìrem je pøechod do stavu Authenticated state. Tohoto stavu je dosa¾eno v pøípadì, kdy
u¾ivatel je ji¾ autentizován napøíklad prostøednictvím SSH (IMAP server musí tuto funkci
podporovat). Pokud se tak stane, uvítací zpráva serveru obsahuje klíèové slovo PREAUTH
a u¾ivatel je ji¾ pøihlá¹en, nemusí zadávat pøíkaz LOGIN. Pøíkaz LOGIN je v takových
pøípadech èasto deaktivován. Ze stavu Not authenticated state je mo¾né pøejít do stavu
Authenticated state pøihlá¹ením prostøednictvím pøíkazu LOGIN. Pokud je pøíkaz LOGIN
úspì¹ný, je dosa¾eno stavu Authenticated state.
Ve stavu Authenticated state je ji¾ mo¾né provádìt pøíkazy pro práci se schránkami
elektronické po¹ty. Ze stavu Authenticated state je mo¾né dosáhnout stavu Selected state
zadáním pøíkazù SELECT, nebo EXAMINE. Tìmito pøíkazy je otevøena schránka elektro-
nické po¹ty a tím zpøístupnìny zprávy, které tato schránka obsahuje. Ve stavu Selected
state je mo¾né provádìt operace s elektronickými zprávami.
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Ze v¹ech stavù je mo¾né okam¾itì dosáhnout stavu Logout state. Typickým zpùsobem,
jakým je mo¾né dosáhnout stavu Logout state je provedení pøíkazu LOGOUT, který
je platný ve v¹ech stavech. Dal¹ími mo¾nostmi mù¾e být ukonèení spojení, nebo ukonèení
èinnosti IMAP serveru. Podrobnìj¹í popis pøíkazù je mo¾né nalézt ve specikaci protokolu
IMAP [31].
3.3 Pøístup k elektronické po¹tì pøes protokol HTTP
Pro úplnost je mo¾né je¹tì zmínit protokol HTTP. Protokol HTTP není primárnì urèen
pro pøenos elektronické po¹ty, nicménì mù¾e být za tímto úèelem vyu¾it. Pomocí webového
rozhraní je mo¾né vytváøet, odesílat i prohlí¾et elektronickou po¹tu. Mnoho serverù elektro-
nické po¹ty poskytuje pøístup k elektronickým zprávám prostøednictvím svého webového
rozhraní. Výhoda pøístupu pøes webové rozhraní spoèívá v univerzálnosti tohoto pøístupu.
K prohlí¾ení elektronické po¹ty u¾ivateli postaèí pouhý webový prohlí¾eè a pøístup k datové
síti. Takový pøístup ve velmi praktický. U¾ivatel má k dispozici svou elektronickou po¹tovní
schránku bez nutnosti mít k dispozici klientský program elektronické po¹ty. Takový pøístup
mù¾e být výhodný zejména napøíklad z mobilního zaøízení, nebo je-li u¾ivatel na cestách a
nemá k dispozici svùj zkongurovaný klientský program.
Stejnì tak, jako u aplikaèních protokolù elektronické po¹ty je také u protokolu
HTTP tøeba klást patøièný dùraz na bezpeènost. Ne¹ifrovaným HTTP spojením jsou
data pøená¹ena ne¹ifrovanì. To se týká jak u¾ivatelských hesel pøi pøihlá¹ení k elektro-
nické schránce, tak prohlí¾ených elektronických zpráv. Nejbì¾nìj¹ím zpùsobem zabezpeèení
HTTP spojení je její ¹ifrovaná varianta HTTPS.
3.4 Experimentální protokol SMAP
SMAP (Simple Mail Access Protocol) je experimentální protokol pro správu elektronické
po¹ty. Protokol SMAP se sna¾í napravit nedostatky svých pøedchùdcù, protokolù IMAP
a POP. Protokol SMAP je navr¾en tak, aby byla mo¾ná koexistence s protokolem IMAP.
Protokoly IMAP a SMAP mù¾ou být implementovány jedním serverem. SMAP klient mù¾e
rozhodnout, který protokol bude pro pøístup k elektronické schránce vyu¾it. Taková mo¾nost
mù¾e být výhodná, pokud je klientský program SMAP pøipojen k IMAP serveru, který
nebude obsahovat podporu protokolu SMAP.
Protokol SMAP zachovává tradièní slu¾by protokolù pro správu elektronické po¹ty.
Mezi tradièní slu¾by mù¾e být øazeno napøíklad hierarchické uspoøádání elektronických po¹-
tovních schránek, náhodný pøístup k elektronickým zprávám ve schránce, pøístup k rùzným
èástem elektronické zprávy na základì kódování MIME a podpora metadat pøiøazených
ke zprávám jako jsou pøíznaky a èasová razítka. Protokol SMAP pøidává nìkteré nové
funkce, které nejsou v protokolech IMAP a POP zastoupeny. U jiných funkcí zase nabízí
jejich zefektivnìní a vylep¹ení. Funkce protokolu SMAP by mohly být s výhodou vyu¾ity
programy pracujícími s elektronickou po¹tou.
Protokol SMAP se sna¾í zjednodu¹it syntaxi pøíkazù a serverových odpovìdí. Pøíkazy
a serverové odpovìdi protokolu SMAP by mìly být jednoduché a jednoøádkové (ukonèené
koncem øádku). Jednotlivá slova v øádku by mìla být oddìlena mezerami. Tuto syntaxi lze
pøirovnat k syntaxi protokolù SMTP a POP. Protokol IMAP by byl v porovnání s pro-
tokolem SMAP pøíli¹ slo¾itý.
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První zmìna, kterou protokol SMAP pøiná¹í se týká formátu pøíloh pøilo¾ených
k elektronické zprávì. V dne¹ní dobì jsou elektronické zprávy pøená¹eny v zakódované
podobì kódováním MIME. Podle protokolu SMAP by pøílohy elektronické zprávy mìly být
pøi stahování ze serveru dekódovány. Vlivem kódování MIME toti¾ objem zakódovaných dat
naroste pøibli¾nì o 37% oproti pùvodní velikosti v nekódované podobì. Dekódování pøíloh
pøed zahájením pøenosu elektronické zprávy by mìlo za následek výhodné sní¾ení objemu
pøenesených dat. V plánu je do protokolu SMAP zavést podobný mechanismus také pro
ukládání elektronických zpráv na server. Pøílohy budou nahrávány ve formì binárních dat
a kódování MIME bude aplikováno teprve na SMAP serveru.
Dal¹ím vylep¹ením, které protokol SMAP pøiná¹í je vylep¹ený zpùsob odesílání elektro-
nické po¹ty. V souèasnosti je bì¾ný postup takový, ¾e je zpráva klientským programem
pøená¹ena v podstatì dvakrát. První pøenos zprávy je uskuteènìn v okam¾iku, kdy
je elektronická zpráva po¹tovním programem ukládána na server (zpráva je napøíklad
ulo¾ena do elektronické schránky "odeslaná po¹ta"). Druhým pøenosem je skuteèné odeslání
zprávy prostøednictvím SMTP serveru. Protokol SMAP obì tyto operace provede v jedné
transakci. Zpráva bude programem pro správu elektronické po¹ty nahrána na SMAP server
a následnì rozeslána pøíjemcùm zaznamenaným v hlavièce zprávy. Odesílání zpráv tímto
zpùsobem prakticky sní¾í objem pøenesených dat od u¾ivatele na polovinu.
Vylep¹ení se týká také naèítání hierarchické struktury schránek elektronické po¹ty. Pro-
tokol SMAP doká¾e pøenést hierarchickou kolekci slo¾ek. Tento problém je napøíklad pro-
gramy pro správu elektronické po¹ty vyu¾ívajícími protokolu IMAP øe¹en pomocí postup-
ného naèítání jednotlivých úrovní hierarchie a postupným procházením stromu. Typickým
pøíkladem, kdy je tøeba pøenést celou hierarchii po¹tovních schránek mù¾e být první spu¹tìní
programu pro správu elektronické po¹ty. Tento program musí pøi svém prvním spu¹tìní zjis-
tit jaké elektronické schránky se na serveru nacházejí, aby je mohl u¾ivateli zobrazit.
Dal¹í zmìna se týká oddìlovacího znaku hierarchie. V protokolu IMAP je tento problém
øe¹en tak, ¾e jako oddìlovaè hierarchie je rezervován jeden znak. V protokolu SMAP není
tøeba takový znak rezervovat. Toto vylep¹ení úzce souvisí s pøedchozím vylep¹ením.
Dal¹í zlep¹ení se týká pojmenovávání schránek elektronické po¹ty. V protokolu SMAP
mohou jména schránek elektronické po¹ty obsahovat národní znaky. Podobné zlep¹ení
se týká také popisu chyb a hlá¹ení serveru. Lidským okem èitelný textový popis nesený
v serverové odpovìdi mù¾e v protokolu SMAP obsahovat národní znaky. Takové zdokonalení
mù¾e být výhodné v pøípadì, kdy program pro práci s elektronickou po¹tou bude tyto do-
provodné øetìzce èitelné lidským okem prezentovat u¾ivateli.
Protokol SMAP také zjednodu¹uje systém unikátních identikátorù elektronických
zpráv UID. V protokolu SMAP bude vyu¾it jednoduchý systém UID. Tento systém bude
podobný systému, jaký je pou¾it v protokolu POP (do protokolu POP je systém UID
pøidán prostøednictvím roz¹íøení). Protokol IMAP vyu¾ívá slo¾itìj¹í systém UID. Tento
systém kombinuje identikátor UID s hodnotu UIDVALIDITY, která souvisí s platností
daného UID. Hodnota UIDVALIDITY je úzce spojena s elektronickou po¹tovní schránkou,
ve které se daná elektronická zpráva nachází.
Vylep¹en je také zpùsob, jakým jsou zprávy z po¹tovního serveru odstraòovány. V pro-
tokolu IMAP je operaci \sma¾ zprávu" nutné provést kombinací dvou dílèích operací. Ne-
jprve je zprávì pøiøazen pøíznak \smazání" a poté je druhým pøíkazem vymazána. Protokol
SMAP zachovává tuto pùvodní variantu, av¹ak navíc pøidává pøíkaz, kterým je mo¾né
zprávu smazat pøímoèaøe.
Protokol SMAP odstraòuje také dal¹í nedostatek protokolu IMAP. Tento nedostatek
se týká pøesouvání elektronických dopisù mezi schránkami na po¹tovním serveru. Protokol
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SMAP nabízí novou operaci \pøesuò", která elektronické zprávy pøesune z jedné schránky
do druhé. V prostøedí protokolu IMAP je nutné tuto operaci provést kombinací tøí operací.
První operací jsou elektronické zprávy zkopírovány z jedné elektronické schránky do druhé.
Druhou operací jsou pùvodním zprávám nastaveny pøíznaky \smazat" a poslední operací
jsou tyto zprávy ze serveru odstranìny. Význam operace \pøesuò" protokolu SMAP narùstá
v pøípadì, kdy je velikost u¾ivatelského úètu na serveru omezen kvótou. V pøípadì ¾e není
dostatek místa pro zkopírování zpráv, nelze zprávy pøesunout kombinací pøíkazù kopíruj,
nastav pøíznak \smazat" a sma¾. Mnohá vylep¹ení, která jsou plánována protokolem SMAP,
by bylo mo¾né do protokolu IMAP pøidat formou roz¹íøení. Zdroj [35]
3.5 Autentizaèní mechanismy sí»ových protokolù
Autentizace je proces, pøi kterém je ovìøena identita u¾ivatele. V sí»ových protokolech
má autentizaèní proces zpravidla takovou formu, ¾e se u¾ivatel proká¾e sdíleným tajem-
stvím. Typickým sdíleným tajemstvím je heslo u¾ivatele. Na základì znalosti správného
hesla je u¾ivatel ovìøen serverem a autorizován k provádìní dal¹ích akcí.
Nejjednodu¹¹ím zpùsobem autentizace je autentizace prostým textem. Klientský pro-
gram za¹le u¾ivatelské jméno a heslo prostøednictvím poèítaèové sítì. Tato metoda nese
riziko odposlechu zaslaných autentizaèních údajù potenciálním útoèníkem. z tohoto dùvodu
existují dal¹í metody autentizace, které chrání heslo proti odposlechu.
SASL (Simple Authentication and Security Layer) je framework slou¾ící k autenti-
zaci u¾ivatele. Tento framework denuje spoleèné rozhraní pro autentizaèní mechanismy
v sí»ových protokolech. Pou¾íváním pokroèilých autentizaèních mechanismù je mo¾né zvý¹it
bezpeènost pøená¹ených autentizaèních údajù poèítaèovou sítí.
Hlavním významem SASL je oddìlení autentizaèních mechanismù od aplikaèního pro-
tokolu. Aplikaèní protokol vyu¾ívající rozhraní SASL poté mù¾e vyu¾ívat jakoukoliv metodu
autentizace poskytovanou rozhraním SASL. Výhoda spoèívá také v tom, ¾e historické pro-
tokoly podporující rozhraní SASL mohou beze zmìn vyu¾ívat nejnovìj¹í autentizaèní mech-
anismy. Dal¹í výhodou je skuteènost, ¾e novì vznikající protokoly mohou vyu¾ívat ji¾ vyzk-
ou¹ené autentizaèní mechanismy SASL. Aplikaèní protokoly, které k autentizaci u¾ivatele
vyu¾ívají rozhraní SASL, vìt¹inou také podporují ¹ifrovací vrstvu TLS pro zabezpeèení
sí»ové komunikace. Mechanismy SASL a TLS se tak vzájemnì doplòují.
Na obrázku 3.5 je znázornìna volnost propojení mezi sí»ovými protokoly a autentiza-
èními mechanismy vyu¾ívající rozhraní SASL. Mezi nejznámìj¹í autentizaèní mechanismy
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Obrázek 3.5: Volnost propojení mezi sí»ovými protokoly a autentizaèními mechanismy
vyu¾ívající rozhraní SASL.
25
 Autentizaèní mechanismus EXTERNAL lze vyu¾ít v kontextu s externím
zabezpeèením serveru. Toto zabezpeèení mù¾e být napøíklad vytvoøená ¹ifrovací
vrstva TLS, nebo spojení pomocí IPsec (IP Security).
 Autentizaèní mechanismus ANONYMOUS umo¾òuje autentizaci neznámého u¾i-
vatele. Typicky se jedná o zvlá¹tní pøípad autentizace formou otevøeného textu. Spe-
cialitou tohoto pøístupu je skuteènost, ¾e je pou¾ito u¾ivatelské jméno \anonymous"
a jako heslo je vyplnìna symbolická hodnota. Touto symbolickou hodnotou pro heslo
mù¾e být napøíklad adresa elektronické po¹ty. Význam autentizaèního mechanismu
ANONYMOUS pøidává skuteènost, ¾e v novì vznikajících protokolech IETF auten-
tizace vyu¾itím pøíkazu LOGIN ji¾ není mo¾ná. Autentizaèní mechanismus ANONY-
MOUS tak nabízí alternativní zpùsob, jakým lze autentizovat anonymního u¾ivatele.
 Autentizaèní mechanismus PLAIN pøedstavuje autentizaci u¾ivatele pomocí u¾iva-
telského jména a hesla v podobì otevøeného textu. Tento autentizaèní mechanismus
by mìl být vyu¾íván v kombinaci se zabezpeèením pøenosu pomocí ¹ifrování. Tento
mechanismus bude blí¾e pøedstaven pozdìji.
 Autentizaèní mechanismus OTP One-Time-Password je výhodný v prostøedích
s nízkou mírou dùvìryhodnosti. Takovými prostøedími mohou být napøíklad ad-hoc
sítì.
 Autentizaèní mechanismus S/KEY vyu¾ívá hesla na jedno pou¾ití chránìná pomocí
algoritmu MD4.
 Autentizaèní mechanismus CRAM-MD5 je autentizaèní mechanismus, který chrání
heslo u¾ivatele proti odposlechu pomocí algiritmu MD5. Tento autentizaèní mecha-
nismus také chrání pøed útokem typu replay. Autentizaèní mechanismus CRAM-MD5
bude blí¾e pøedstaven pozdìji.
 Autentizaèní mechanismus DIGEST-MD5 je úzce spojen s mechanismem HTTP Di-
gest Access Authentication. Tento autentizaèní mechanismus je zalo¾en na algoritmu
MD5. Mechanismus DIGEST-MD5 také poskytuje zabezpeèení sí»ového pøenosu po-
mocí ¹ifrovací vrstvy.
V¹echny vý¹e zmínìné autentizaèní mechanismy mohou být díky rozhraní SASL za-
èlenìny do sí»ového protokolu podporující rozhraní SASL. Tato skuteènost pøidává sí»ovým
protokolùm jistou dávku exibility.
GSSAPI (Generic Security Services Application Programming Interface) je aplikaèní
interface standardizující pøístup k rùzným bezpeènostním technologiím. Ka¾dá bezpeè-
nostní technologie má své aplikaèní rozhraní. Rozhraní rùzných bezpeènostních technologií
se v nìkterých pøípadech podstatnì li¹í, co¾ mù¾e zpùsobovat pomìrnì významné kom-
plikace. Aplikaèní rozhraní GSSAPI nabízí mo¾nost pøistupovat k rùzným bezpeènostním
technologiím jednotnì. Na obrázku 3.6 je ukázáno aplikaèní rozhraní GSSAPI ve vrstveném
modelu aplikace.
Jedním z nejznámìj¹ích programù vyu¾ívajících GSSAPI je autentizaèní mechanizmus
Kerberos. Kerberos vyu¾ívá rozhraní GSSAPI a zahrnuje jej ve své distribuci. V souèasnosti
lze øíci, ¾e pokud nìjaký software podporuje GSSAPI, je tím my¹lena podpora GSSAPI







Obrázek 3.6: Aplikaèní interface GSSAPI ve vrstveném modelu aplikace.
Kerberos je sí»ový autentizaèní protokol. Kromì autentizace Kerberos poskytuje také
zabezpeèení sí»ové komunikace prostøednictvím ¹ifrování. Kerberos pøedstavuje autentizaci
dùvìryhodnou tøetí stranou známou pod zkratkou KDC (Key Distribution Center). KDC
obsahuje databázi tajných klíèù v¹ech u¾ivatelù. KDC slou¾í k vydávání tiketù, které pozdìji
slou¾í k prokázání identity u¾ivatelù vùèi aplikaènímu serveru, na kterém bì¾í klientem
poptávaná slu¾ba.
Autentizaèní mechanismus Kerberos se skládá ze tøí èástí. Tyto èásti jsou klientský
program, KDC a server, na kterém bì¾í slu¾ba, ke které klient ¾ádá pøipojení. KDC zastává
dvì funkce. První ze zastávaných funkcí je AS (Authentication Service) a druhou funkcí
je funkce TGS (Ticket-Granting Service).
Autentizaèní mechanismus Kerberos se sestává z nìkolika fází. První z nich je ¾ádost
u¾ivatele k serveru AS o TGT (Ticket Granting Ticket). Server AS odpovídá a dává u¾ivateli
TGT. U¾ivatel mù¾e tento TGT de¹ifrovat pou¾itím svého hesla. V dal¹í fázi u¾ivatel ¾ádá
server TGS o Service Ticket. Za pomoci Service Ticket je navázána komunikace se serverem,
na kterém bì¾í slu¾ba, ke které klient pùvodnì ¾ádal pøipojení. Ke komunikaci mezi klientem
a serverem je vygenerován session key, jinými slovy klíè sezení. Tento klíè mù¾e být pou¾it
k ¹ifrování jejich vzájemné komunikace. Distribuce tiketù je znázornìna obrázkem 3.7.
Obrázek 3.7: Distribuce tiketù Kerberos. Zdroj [19].
Mezi výhody mechanismu Kerberos patøí skuteènost, ¾e hesla u¾ivatelù jsou ulo¾ena
centrálnì na jednom místì, na serveru. V¹echny slu¾by vyu¾ívající autentizaèní mechanis-
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mus Kerberos sdílí stejná hesla u¾ivatelù. Mezi dal¹í výhody patøí pravidelné zmìny klíèù
pou¾ívaných k zabezpeèení komunikace. Mezi nevýhody mechanismus Kerberos lze øadit
skuteènost ¾e pokud je autentizaèní server nedostupný, není mo¾né pøihlá¹ení ke kterékoliv
slu¾bì vyu¾ívající k pøihlá¹ení autentizaèní mechanismus Kerberos. Mezi dal¹í nevýhody
patøí nutnost synchronizace hodin mezi poèítaèi, které Kerberos vyu¾ívají. Tikety poskyto-
vané serverem Kerberos mají urèitou platnost, která je vzta¾ena k èasu. Výchozí nastavení
kerberos pøedpokládá, ¾e rozdíl mezi nastavením hodin není více ne¾ 10 minut. K synchro-
nizaci èasu lze pou¾ít protokol NTP (Network Time Protocol). Bezpeènost tohoto protokolu
do jisté míry závisí na dobì platnosti tiketù.
Autentizaèní mechanismus CRAM-MD5 vyu¾ívá blokovou funkci hash MD5. Velikost
bloku funkce MD5 je 64 Bytù. Autentizaèní mechanismus je úzce spojen s pøíkazem AU-
THENTIZE protokolu IMAP. Tento autentizaèní mechanizmus je mo¾né zavést také v pro-
tokolu POP3. Mechanismus CRAM chrání heslo u¾ivatele proti odposlechu ¹ifrováním.
Tento mechanismus je do jisté míry podobný mechanismu vyu¾itém v pøíkazu APOP
protokolu POP3. Výhoda mechanismu CRAM oproti mechanismu APOP spoèívá v tom,
¾e heslo u¾ivatele není tøeba ukládat na stranì klientského programu a také na stranì
serveru v otevøené podobì. Mechanismus CRAM mù¾e pracovat s pøedzpracovanou formou
hesla. Autentizace pomocí mechanismu CRAM je znázornìna na následujícím pøíkladu.
Zdroj [29].
1 S: * OK IMAP4 Server
2 C: A0001 AUTHENTICATE CRAM-MD5
3 S: + PDE4OTYuNjk3MTcwOTUyQHBvc3RvZmZpY2UucmVzdG9uLm1jaS5uZXQ+
4 C: dGltIGI5MTNhNjAyYzdlZGE3YTQ5NWI0ZTZlNzMzNGQzODkw
5 S: A0001 OK CRAM authentication successful
Klientský program nejdøíve za¹le pøíkaz AUTHENTICATE s parametrem, který øíká,
¾e bude pou¾it autentizaèní mechanismus CRAM. Server odpoví øetìzcem, který je zakó-
dován pomocí kódování Base64. Podoba zdrojového øetìzce pøed zakódováním je následující.
<1896.697170952@postoffice.reston.mci.net>
Øetìzec zaslaný klientskému programu vznikl jako náhodný øetìzec, který byl spojen
s hodnotou èasového razítka timestamp a jménem poèítaèe, na kterém je server spu¹tìn.
Klient odpovídá rovnì¾ øetìzcem zakódovaným pomocí kódování Base64. Hodnota øetìzce
pøed aplikací kódování Base64 je poèítána následujícím zpùsobem. Zdroj [28].
H(K XOR opad, H(K XOR ipad, text))
Po dosazení konkrétních hodnot bude vztah vypadat takto:
1 MD5((tanstaaftanstaaf XOR opad),
2 MD5((tanstaaftanstaaf XOR ipad),
3 <1896.697170952@postoffice.reston.mci.net>))
Délka klíèe mù¾e nabývat hodnot od nulové délky do délky bloku pou¾ité hash
funkce. Pokud je délka klíèe del¹í ne¾ velikost bloku funkce hash, je klíè nejprve upraven
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pou¾itím funkce hash. V pøíkladu je jako klíè pou¾it øetìzec \tanstaaftanstaaf" v kombinaci
s øetìzcem zaslaným serverem. Hodnoty ipad a opad (inner, outer) slou¾í k doplnìní klíèe
na délku, kterou je schopna bloková funkce hash zpracovat. Touto délkou je délka bloku
hash funkce B. Obecný vztah pro výpoèet obou hodnot vypadá následujícím zpùsobem.
1 ipad = byte 0x36 opakován B krát
2 opad = byte 0x5C opakován B krát
Kde B je délka bloku po¾ité funkce hash. Pokud je napøíklad velikost bloku blokové
funkce hash 64 Bytù, bude klíè nejprve doplnìn z pravé strany tolika nulami, aby jeho
výsledná délka byla B Bytù, v tomto pøípadì 64 Bytù. Poté bude provedena operace XOR
s ipad odpovídající délky B. V dal¹ím kroku je výsledný øetìzec spojen s øetìzcem text.
V pøíkladu má hodnota pøijatá ze serveru následující podobu.
<1896.697170952@postoffice.reston.mci.net>
Na takto vzniklý øetìzec je aplikována funkce hash. Takto vzniklý výstup je spojen
s hodnotou klíèe XOR-ovanou s øetìzcem opad. Na tento øetìzec je následnì aplikována
funkce hash a její výstupní øetìzec nese hodnotu výsledného øetìzce. Výsledný øetìzec nese
v tomto pøípadì tuto hodnotu.
b913a602c7eda7a495b4e6e7334d3890
K této hodnotì je pøidáno u¾ivatelské jméno oddìlené mezerou. V tomto pøíkladu
je pou¾ito u¾ivatelské jméno tim.
tim b913a602c7eda7a495b4e6e7334d3890
Tento výsledek je dále zakódován pomocí kódování Base64 a zaslán formou odpovìdi
zpìt serveru. V tomto pøípadì bude mít výsledný øetìzec zaslaný serveru tuto podobu.
dGltIGI5MTNhNjAyYzdlZGE3YTQ5NWI0ZTZlNzMzNGQzODkw
Na serveru je proveden stejný výpoèet a oba výsledky jsou porovnány. V pøípadì shody
pøijatého a vypoèítaného øetìzce je autentizace úspì¹ná.
Autentizaèní mechanismus PLAIN pøedstavuje autentizaci prostým textem. Výhoda to-
hoto mechanismu spoèívá v jeho jednoduchosti a univerzálnosti. Nevýhoda je, ¾e ¾ádným
zpùsobem nechrání pøená¹ené autentizaèní údaje proti odposlechu. Proto bývá tento auten-
tizaèní mechanismus pou¾íván v kombinaci s ¹ifrovací vrstvou TLS. Pomocí vrstvy TLS jsou
autentizaèní údaje chránìny proti pøípadnému odposlechu. Tento autentizaèní mechanismus
je s výhodou vyu¾íván v protokolech, které neobsahují pøíkaz LOGIN, kterým by bylo mo¾né
provést autentizaci u¾ivatele na základì u¾ivatelského jména a hesla zaslaných v podobì
otevøeného textu.
Prùbìh tohoto autentizaèního mechanismu je následující. Klientský program za¹le
serveru Autorizaèní identitu. Autorizaèní identita je identita, za kterou se klient sna¾í pøih-
lásit. Dále klientský program za¹le znak NULL a autentizaèní identitu. Autentizaèní identita
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je identita vztahující se k tajnému heslu, které bude pou¾ito. Poté je klientským programem
zaslán znak NULL a u¾ivatelské heslo. Typickým pøípadem je pøípad, kdy jsou autorizaèní
identita a autentizaèní identita shodné. V takovém pøípadì je mo¾né autorizaèní identitu
nahradit prázdným øetìzcem.
Na následujícím pøíkladu je ukázáno pøihlá¹ení u¾ivatele tim. Heslo u¾ivatele tim
je øetìzec \tanstaaftanstaaf". Pro pøihlá¹ení je v tomto pøípadì vyu¾it protokol ACAP (Ap-
plication Conguration Access Protocol). Autentizaèní mechanismus PLAIN lze samozøe-
jmì vyu¾ít také v jiných sí»ových protokolech podporující mechanismy SASL.
1 S: * ACAP (SASL "CRAM-MD5") (STARTTLS)
2 C: a002 STARTTLS
3 S: a002 OK "Begin TLS negotiation now"
4 <TLS negotiation, further commands are under TLS layer>
5 S: * ACAP (SASL "CRAM-MD5" "PLAIN" "EXTERNAL")
6 C: a003 AUTHENTICATE "PLAIN" {21+}
7 C: <NUL>tim<NUL>tanstaaftanstaaf
8 S: a003 OK CRAM-MD5 password initialized
Na pøíkladu je mo¾né si v¹imnout toho, ¾e pøed vybudováním ¹ifrovací vrstvy TLS není
mo¾né pou¾ít k autentizaci mechanismus PLAIN. Poté, co je sí»ové spojení zabezpeèeno po-
mocí ¹ifrovací vrstvy TLS, je ji¾ mo¾né autentizaci mechanismem PLAIN provést. Zdroj [30].
3.6 Zabezpeèení pøenosu sí»ových protokolù
Po úspì¹né autentizaci u¾ivatele je vhodné sí»ovou komunikaci mezi klientským programem
a serverem zabezpeèit ¹ifrováním. ©ifrovaná sí»ová komunikace zabrání odposlechu dat,
útoku Man In the Middle a dal¹ím bezpeènostním rizikùm spojeným se sí»ovou komunikací.
Máme v zásadì dvì mo¾nosti. První mo¾ností je vytvoøit sí»ové spojení, které je ¹ifrované
od svého vzniku. Druhou z mo¾ností je ¹ifrovací vrstvu vytvoøit dodateènì. První z mo¾ností
pøedstavuje technologie SSH Tunelling. Druhá mo¾nost je zastoupena vytvoøením ¹ifrovací
vrstvy TLS na ji¾ existujícím TCP spojení a tím pøenos zabezpeèit dodateènì.
TLS (Transport Layer Security) je prakticky alternativním názvem pro vrstvu SSL.
TLS spojení je vytvoøeno na ji¾ existujícím TCP spojení. Tento zpùsob je odli¹ný napøíklad
od spojení HTTPS, které je ¹ifrované ji¾ od svého vytvoøení. V prùbìhu sestavování TLS
spojení musí klient ovìøit identitu serveru proti dùvìryhodné autoritì. Toto ovìøení slou¾í
jako prevence proti útoku typu Man In the Middle.
V protokolu IMAP slou¾í k sestavení TLS spojení pøíkaz STARTTLS, v protokolu POP3
je k tomuto úèelu k dispozici pøíkaz STLS. Pøíkazy pro vytvoøení vrstvy TLS bývají v ap-
likaèních sí»ových protokolech dostupné formou roz¹íøení. Poté co je TLS spojení sestaveno,
musí klient znovu ovìøit v¹echny informace o serveru, které doposud získal nezabezpeèenou
cestou. Opìt se jedná o pøedcházení útoku typu Man In the Middle. V pøípadì protokolu
IMAP je typicky mínìno znovu server ovìøit pøíkazem CAPABILITY, na který server odpoví
klientskému programu zprávou obsahující identikátory technologií, které server podporuje.
Pøíkazem STARTTLS není mo¾né provést autentizaci u¾ivatele, proto je tøeba po sestavení
TLS spojení poskytnout pøihla¹ovací údaje klientským programem serveru. V následujícím
pøíkladu je zobrazeno vytvoøení TLS na existujícím IMAP spojení. Zdroj [31].
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1 C: a001 CAPABILITY
2 S: * CAPABILITY IMAP4rev1 STARTTLS LOGINDISABLED
3 S: a001 OK CAPABILITY completed
4 C: a002 STARTTLS
5 S: a002 OK Begin TLS negotiation now
6 <TLS negotiation, further commands are under [TLS] layer>
7 C: a003 CAPABILITY
8 S: * CAPABILITY IMAP4rev1 AUTH=PLAIN
9 S: a003 OK CAPABILITY completed
10 C: a004 LOGIN joe password
11 S: a004 OK LOGIN completed
Tento pøíklad ukazuje jak je heslo "password"u¾ivatele joe zasláno teprve poté, co
je vytvoøena ¹ifrované vrstva TLS. Pomocí ¹ifrovací vrstvy TLS je heslo ochránìno proti
odposlechu. Vrstvou TLS je chránìna také v¹echna následující komunikace, která mù¾e
zahrnovat psaní a ètení zpráv, vytváøení a mazání elektronických schránek a podobnì.
Tato komunikace v¹ak ji¾ není v pøíkladu zachycena. Tento pøíklad také ukazuje opìtovné
vy¾ádání informací o serveru pomocí pøíkazu CAPABILITY po sestavení spojení TLS.
V tomto pøíkladu je mo¾né si v¹imnout, ¾e pøed sestavením TLS spojení je v serverové
odpovìdi pøíkazu CAPABILITY uvedena polo¾ka LOGINDISABLED. Pomocí polo¾ky
LOGINDISABLED se po¹tovní server IMAP sna¾í vynutit, aby klientský program vyu¾il
pokroèilé metody autentizace. Pokroèilé metody autentizace ochrání heslo u¾ivatele proti
odposlechu. Pøed sestavením zabezpeèeného TLS spojení není pøíkaz LOGIN serverem ak-
ceptován. Pøíkaz LOGIN v¾dy konèí neúspìchem. Pøihla¹ovací údaje u¾ivatele jsou odmít-
nuty i v pøípadì poskytnutí platných pøihla¹ovacích údajù. Situace se zmìní teprve po ses-
tavení TLS spojení. Po sestavení TLS spojení je ji¾ sí»ová komunikace mezi serverem a
klientským programem zabezpeèena pomocí ¹ifrování. Po sestavení TLS spojení je mo¾né
si pov¹imnout, ¾e pøíkaz CAPABILITY ji¾ polo¾ku LOGINDISABLED neobsahuje. Tím
dává IMAP server klientskému programu najevo, ¾e nyní ji¾ mù¾e být pou¾it pøíkaz LOGIN
k øádnému pøihlá¹ení.
Dal¹í z mo¾ností, kterou lze zabezpeèit ne¹ifrovanou sí»ovou komunikaci, je pou¾ití SSH
tunelu (Secure Shell). Tato technika je také známá pod názvem port forwarding. Úèastníky













Obrázek 3.8: SSH tunnelling.
Nejprve je tøeba vytvoøit SSH tunel. Vytvoøení takového tunelu je mo¾né provést napøík-
lad následujícím pøíkazem.
ssh -L 9999:mailserver:143 shellserver
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Nyní je tunel vytvoøen na poèítaèi localhost. Na port 9999 je nyní mo¾né se pøipojit
klientským programem, který nepodporuje zabezpeèení sí»ové komunikace. Sí»ová komu-
nikace mezi tímto klientským programem a poèítaèem localhost bude pøeposlána ¹ifrovaným
SSH tunelem na SSH server a dále pak aplikaènímu serveru mailserver. Následující pøíklad
ukazuje pøipojení klientského programu NetCat k vytvoøenému tunelu.
nc localhost 9999
Výhoda tohoto øe¹ení spoèívá v tom, ¾e komunikace mezi klientským programem a SSH
serverem je zabezpeèena ¹ifrovacím SSH tunelem. Pokud je pøipojení k serveru øe¹eno tímto
zpùsobem, je mo¾né vyu¾ít klientského programu, který nepodporuje zabezpeèení sí»ového
provozu a pøitom sí»ový provoz zabezpeèit pomocí SSH tunelu. V pøípadì tohoto øe¹ení
je tøeba dohlédnout na to, aby také linka mezi SSH serverem a aplikaèním serverem byla
dostateènì dùvìryhodná, nebo aby byla zabezpeèena dal¹ím mechanismem zabezpeèení.
Sí»ové aplikaèní protokoly mívají vyhrazen sí»ový port pro nezabezpeèenou a zabezpeèe-
nou sí»ovou komunikaci. Zabezpeèená varianta daného aplikaèního protokolu vyu¾ívá
¹ifrovací vrstvy SSL (Secure Sockets Layer) k zabezpeèení sí»ové komunikace. Pøíkladem
této zabezpeèené alternativy mù¾e být protokol IMAPS. Tento protokol je ¹ifrovanou
variantou k protokolu IMAP. Po pøipojení klientského programu k IMAPS serveru
je sí»ová komunikace ihned zabezpeèena pomocí ¹ifrovací vrstvy SSL. Je v¹ak tøeba zmínit,
¾e klientský program v tomto pøípadì musí ¹ifrování pomocí vrstvy SSL podporovat.
V souèasné dobì ji¾ vìt¹ina programù pro práci s elektronickou po¹tou zabezpeèení sí»ové
komunikace pomocí ¹ifrování podporuje. Výhoda tohoto øe¹ení spoèívá v tom, ¾e pomocí





Protokol IMAP je do jisté míry dosti obsáhlým a komplikovaným protokolem. Pro snad-
nou znovupou¾itelnost vzniklého kódu byla zvolena implementace formou knihovny. Imple-
mentace ve formì knihovny je výhodná také z dùvodu snadného a univerzálního pou¾ití
v dal¹ích projektech vyu¾ívajících slu¾eb protokolu IMAP. Knihovnu je mo¾né snadno pøi-
dat do novì vytváøeného programu. Výhoda spoèívá v tom, ¾e v pøípadì vyu¾ití knihovny
není tøeba vìci obsa¾ené v knihovnì implementovat svými silami. Øe¹ení pomocí knihovny
také poskytuje jistou míru záruky toho, ¾e funkce knihovny ji¾ byla ovìøena a tím je mini-
malizována mo¾nost výskytu pøípadných programových chyb. Navazujícími projekty mohou
být napøíklad klientské programy pro práci s elektronickou po¹tou, nebo server elektronické
po¹ty IMAP.
Pro ka¾dou knihovnu je charakteristické aplikaèní programátorské rozhraní, které
je èasto oznaèováno zkratkou API (Application Programming Interface). Rozhraní kni-
hovny by mìlo být názorné, samovysvìtlující a pøehledné a jednoduché. Rozhraní knihovny
by mìlo také ukrývat detaily protokolu a nabízet jistou míru abstrakce a univerzálního
pøístupu k protokolu IMAP.
Aplikaèní rozhraní mù¾e být tvoøeno funkcemi, nebo mù¾e být objektové. Charakter
API je do jisté míry závislý na mo¾nostech programovacího jazyka, ve kterém je knihovna
implementována. V pøípadì implementace knihovny IMAP v jazyce C++ bylo zvoleno
rozhraní objektové.
4.1 Analýza protokolu IMAP
Protokol IMAP lze rozdìlit do dvou základních èástí. Tìmito èástmi jsou èást klientská a
èást serverová. Vytvoøená knihovna protokolu IMAP obsahuje obì èásti protokolu IMAP.
Klientská èást knihovny protokolu IMAP mù¾e být vyu¾ita napøíklad pøi tvorbì programu
pro práci s elektronickou po¹tou, serverová èást knihovny mù¾e být vyu¾ita pøi vytváøení
IMAP serveru. Obì èásti knihovny, jak klientskou èást, tak èást serverovou, bude pak tøeba
vyu¾ít pøi implementaci IMAP proxy serveru. IMAP proxy server pracuje tak, ¾e po¾a-
davky pøipojených klientských programù pøedává jinému IMAP serveru. Na jedné stranì
bude proxy server naslouchat na pøíchozí pøipojení klientských programù. Naslouchání
a obsluha klientských programù pro práci s elektronickou bude zaøízena prostøednictvím
serverové èásti knihovny IMAP. K IMAP serveru, na který budou po¾adavky pøipojených
klientù pøedávány, bude IMAP proxy server pøipojen prostøednictvím klientské èásti kni-
hovny IMAP.
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Klientská a serverová strana protokolu IMAP jsou do jisté míry odli¹né. Zásadní
odli¹nost spoèívá v obecném charakteru interakce klientských programù a serverù se svým
sí»ovým okolím. Typické chování klienta lze v zásadì popsat následujícím zpùsobem.
Klient vytvoøí spojení k serveru. Po pøipojení klient zasílá serveru pøíkazy a následnì
èeká na dokonèení zaslaných pøíkazù a na výsledky operací, které serveru zadal ke zpraco-
vání. Typické chování serveru lze popsat podstatnì odli¹ným zpùsobem. Server naslouchá
na sí»ovém portu, na kterém pøijímá novì pøipojené klienty. Po pøipojení klientského pro-
gramu server oèekává, ¾e klientský program zaène zasílat serveru pøíkazy, které bude server
vykonávat. Po pøíchodu pøíkazu server tento pøíkaz analyzuje, provede zpracování pøíkazu a
odpoví klientskému programu serverovou odpovìdí obsahující výsledky provedené operace.
Zásadní rozdíl spoèívá v tom, ¾e klientský program do jisté míry ovládá server, zatímco
server je klientskými po¾adavky ovládán. Díky této významné odli¹nosti bylo rozhodnuto
o více ménì oddìlené implementaci klientské a serverové èásti protokolu IMAP.
Aèkoliv budou implementace klientské a serverové èásti knihovny IMAP oddìleny, v pro-
tokolu IMAP lze po bli¾¹ím prozkoumání nalézt èásti, které jsou obìma èástem knihovny
IMAP spoleèné. Pøíkladem spoleèné èásti mù¾e být napøíklad zpùsob analýzy sí»ového
provozu protokolu IMAP, nebo rùzné pøíznaky, které jsou v rámci protokolu IMAP pøiøa-
zovány elektronickým zprávám a elektronickým po¹tovním schránkám. Implementace tìchto
spoleèných èástí jsou mezi klientskou a serverovou èástí knihovny sdíleny.
Pokud se na knihovnu IMAP podíváme z jiného pohledu, mù¾eme ji uspoøádat
do vrstvené architektury. Nejni¾¹í vrstvou této architektury mù¾e být vrstva sí»ových
TCP soketù. Tato vrstva má na starosti sí»ové spojení mezi dvìma poèítaèi v síti. Tato
vrstva vyu¾ívá adresace pomocí IP adres. Do kompetence této vrstvy také patøí navazování
a ukonèování spojení, naslouchání na zadaných portech a podobnì. Nad touto vrstvou
se nachází vrstva zabezpeèení. Tato vrstva má na zodpovìdnost zabezpeèení pøenosu in-
formací, které jsou pøená¹eny nedùvìryhodnými segmenty sítì. Vrstva zabezpeèení chrání
tyto informace proti odposlechu, neoprávnìným zmìnám a dal¹ím bezpeènostním rizikùm.
Nad vrstvou zabezpeèení je umístìna vrstva protokolu IMAP, ve které probíhá komunikace
mezi dvìma koncovými uzly pomocí pøíkazù a serverových odpovìdí protokolu IMAP. Nad
touto vrstvou, jen pro úplnost, je mo¾né si pøedstavit bì¾ící aplikaci. Vrstvený model IMAP







Obrázek 4.1: Vrstvený model knihovny IMAP.
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4.2 Existující knihovny protokolu IMAP
Implementace protokolu IMAP jsou dostupné v nejrùznìj¹ích jazycích od jazyka C pøes
jazyk C++ po jazyk Java, nebo jazyk Perl. Ne v¹echny implementace protokolu IMAP jsou
otevøené a lze nahlédnout do jejich zdrojového kódu. Stejnì tak ne v¹echny implementace
protokolu IMAP mají podobu knihovny se zdaøilým rozhraním.
Existuje mno¾ství knihoven poskytujících pøístup ke klientské èásti protokolu IMAP.
V¹echny knihovny, které jsou zmínìny v následujícím výètu, podporují ¹ifrované pøipo-
jení k IMAP serveru. Pro zabezpeèení sí»ového pøenosu ¹ifrováním je tìmito knihovnami
vyu¾ívána ¹ifrovací vrstva SSL. Nìkteré z tìchto knihoven jsou øe¹eny pomocí jediného
objektu, který obsahuje metody vztahující se k jednotlivým pøíkazùm protokolu IMAP.
Takové øe¹ení bylo zvoleno napøíklad v komerèní knihovnì CkImap.
Jiné knihovny mají své rozhraní rozèlenìno do nìkolika tøíd. Tyto tøídy pravdìpodobnì
vznikly tematickým rozdìlením pøíkazù protokolu IMAP do skupin podle platnosti tìchto
pøíkazù. Nìkteré pøíkazy jsou napøíklad platné okam¾itì po pøihlá¹ení u¾ivatele. Mezi tyto
pøíkazy lze øadit pøíkazy pracující s jednotlivými elektronickými schránkami. Dal¹í pøíkazy
se stanou platnými teprve po otevøení nìkteré elektronické schránky. Pomocí tìchto pøíkazù
lze pracovat se zpøístupnìnými zprávami v otevøené elektronické schránce. Napøíklad kni-
hovna JavaMail má pøíkazy protokolu IMAP rozdìleny následovnì. Tøída IMAPStore nabízí
operace, které jsou dostupné bezprostøednì po pøihlá¹ení u¾ivatele. Metodou getFolder()
této tøídy lze získat objekt tøídy IMAPFolder. Tøída IMAPFolder poté nabízí operace
s elektronickými zprávami v této zpøístupnìné elektronické schránce. IMAPFolder nabízí
mimo jiné také operace se sebou sama. Mezi tyto operace patøí operace Create, Rename a
Delete.
Kombinaci obou tìchto variant lze nalézt v projektu UltimateTCP. V tomto projektu
je rozhraní implementace klientské èásti protokolu IMAP øe¹eno jednou tøídou, která ob-
sahuje metody rozdìlené do skupin pomocí prexù v jejich názvech. Pou¾ité prexy v této
knihovnì jsou prexy \Message" a \MailBox". Tato knihovna tak nabízí operace pojmen-
ované napøíklad jako MessageSearch(), MessageCopy(), MailBoxDelete() a MailBoxExam-
ine(). Následuje struèní výèet knihoven klientské èásti protokolu IMAP.
 JavaMail je knihovna protokolu IMAP pro programovací jazyk Java. Zdroj [17].
 CkImap je komerèní øe¹ení pro programovací jazyky C#, VB.NET, C++, Delphi a
dal¹í. Zdrojový kód tohoto øe¹ení není volnì k dispozici. K dispozici jsou v¹ak pøíklady,
na kterých je pøedvedeno pou¾ívání rozhraní knihovny. Zdroj [7].
 Projekt UltimateTCP obsahuje implementaci klientské èásti protokolu IMAP. Tato
implementace je provedena v jazyce C++ a zdrojové kódy tohoto øe¹ení jsou k dis-
pozici pod licencí The Code Project Open License (CPOL). Zdroj [39].
 Projekt Althea obsahuje implementaci klientské èásti protokolu IMAP napsanou
v C++. Zdrojové kódy jsou dostupné pod licencí GNU General Public License (GPL).
Zdroj [1].
 MailBee.NET IMAP je komerèní øe¹ení pro jazyky podporující platformu .NET.
Tìmito jazyky jsou napøíklad jazyk C# a jazyk VB.NET. Zdroj [22].
Na následujícím pøíkladu je znázornìno vytvoøení pøipojení k IMAP serveru
mail.somecompany.com. Pøíklad ukazuje pou¾ití knihovny MailBee v jazyce C#. Vytvoøení
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pøipojení je provedeno metodou Connect(). Následuje pøihlá¹ení u¾ivatele jdoe s heslem
\secret". Poté je otevøena elektronická schránka INBOX a sta¾eny v¹echny elektronické
zprávy, které schránka INBOX obsahuje. Tyto zprávy jsou poté v cyklu vypsány na výstup
programu. Zdroj [22].




5 string range = Imap.AllMessages;
6 EnvelopeCollection envelopes = imp.DownloadEnvelopes(range, false);
7 foreach (Envelope env in envelopes){
8 Console.WriteLine("Message #" + env.MessageNumber);
9 Console.WriteLine("From: " + env.From.ToString());
10 Console.WriteLine("To: " + env.To.ToString());




V¹echny implementace serverových èástí protokolu IMAP, které jsou zmínìny v následu-
jícím výètu, jsou dostupné ve formì zdrojového kódu. Vìt¹ina tìchto implementací je prove-
dena v jazyce C. Sí»ový pøenos tìchto implementací bývá zabezpeèen pomocí ¹ifrovací vrstvy
SSL. Výèet knihoven serverových èástí protokolu IMAP je následující:
 University of Washington IMAP toolkit. Jedná se o implementaci IMAP serveru
verze IMAP4rev1 provedenou v jazyce C. Implementace byla vytvoøena Washington-
skou univerzitou University of Washington. Tato implementace mù¾e být portovaná
na Windows i na linuxové operaèní systémy. Zdrojový kód je dostupný pod licencí
Apache License, Version 2.0. Zdroj [16].
 Dal¹ím pøíkladem implementace IMAP provedené v jazyce C mù¾e být projekt libEt-
Pan!, který obsahuje klientskou i serverovou èást protokolu IMAP4rev1. Zdroj [12].
 GNU Mailutils obsahuje implementaci klientské a serverové èásti protokolu IMAP
verze IMAP4rev1. Tato implementace je provedena v jazyce C a je primárnì urèena
pro systémy GNU. Zdroj [13].
 Courier IMAP server je implementace protokolu IMAP4rev1 v jazyce C. Licence GNU
General Public License. Courier je velmi výkonný v praxi pou¾ívaný IMAP server.
Linuxové systémy mívají tento server k dispozici v balíèku pod názvem courier-imap.
Zdroj [8].
 Cyrus IMAP Server je implementace IMAP serveru v jazyce C. Tato implemen-
tace je výjimeèná tím, ¾e podporuje velké mno¾ství zabezpeèení spolupracujících
s vrstvou SASL. Podporovanými autentizaèními mechanismy jsou ANONYMOUS,
CRAM-MD5, PLAIN, GSSAPI (Kerberos 5) DIGEST-MD5 a dal¹í. Zdroj [26].
 HmailServer je implementace IMAP serveru verze IMAP4rev1. Tento server je urèen
pro operaèní systém Windows a je napsán v jazyce C++. Zdrojový kód je k dispozici.
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Program je psán objektovì. Implementace této knihovny byla blí¾e prozkoumána. Zák-
ladním stavebním kamenem této implementace je tøída IMAPConnection. Tato tøída
pøedstavuje pøípojení k síti. Pøi pøijetí nového pøíkazu prostøednictvím sítì je volána
èlenská metoda ParseASCII(). V této metodì je vytvoøena instance objektu tøídy
IMAPClientCommand. Tento objekt je inicializován podle toho, jaký pøíkaz protokolu
IMAP byl pøijat. V tomto objektu je pøíkaz protokolu IMAP rozdìlen do nìkolika
èástí. První èástí je tag pøíkazu, dal¹í èástí jméno pøíkazu protokolu IMAP, následu-
jící èásti jsou pøípadné parametry a buer na dodateèné informace ve formì literal.
V pøípadì, kdy je tøeba získat dal¹í dodateèné informace v podobì literal, jsou tyto
informace od klientského programu pro práci s elektronickou po¹tou vy¾ádány. Poté co
je pøíkaz kompletnì naèten, je pøidán do fronty pøíkazù. Fronta pøíkazù je uchovávána
v atributu vecIncoming.
Poté je volána metoda OnAfterParseASCII() a metoda AnswerCommand(). V této
metodì je pøíkaz rozeznán pomocí èlenské metody GetCommandType(), která ob-
sahuje kaskádu pøíkazù if. V závislosti na jménu pøíkazu protokolu IMAP je vrácen
pøíslu¹ný kód pøíkazu. Podle tohoto kódu pøíkazu je vyhledána pøíslu¹ná specializo-
vaná instance objektu bázové tøídy IMAPCommand. Následnì je vytvoøena instance
tøídy IMAPCommandArgument. Její inicializace je provedena pomocí dat, která
jsou obsa¾ena v instanci tøídy IMAPClientCommand. Poté je volána metoda Exe-
cuteCommand() tøídy IMAPCommand. Tato metoda pøijímá dva argumenty. Prvním
z parametrù je objekt tøídy IMAPCommandArgument, který obsahuje kompletnì
naètený pøíkaz protokolu IMAP. Druhým parametrem je ukazatel na objekt tøídy
IMAPConnection, který pøedstavuje pøipojení k síti.
Metoda ExecuteCommand() je pøetí¾ena ve specializovaných objektech, které jsou
k jednotlivým pøíkazùm pøiøazovány v závislosti na jménu pøíkazu. V této metodì do-
jde k analýze pøíkazu pomocí tøídy IMAPSimpleCommandParser. Poté dojde ke zpra-
cování pøíkazu a odeslání odpovìdi klientskému programu pro správu elektronické
po¹ty. Tímto je pøíkaz dokonèen. Zdroj [14].
 LumiSoft Mail Server je implementace IMAP serveru v jazyce C#. LumiSoft Mail
Server je psán objektovì. Hlavním stavebním kamenem této implementace je tøída
IMAP Session. Tøída IMAP Session komunikuje pomocí sí»ového spojení s pøipo-
jeným programem pro správu elektronické po¹ty. Tato tøída také obsahuje infor-
mace o stavu pøipojení, které jsou dr¾eny pomocí hodnot atributù. Tyto atributy
jsou napøíklad atribut Authenticated, který obsahuje informace o tom, zda je u¾ivatel
pøihlá¹en, nebo atribut m SelectedMailbox, který obsahuje informace o tom, která
schránka elektronické po¹ty je právì otevøena. V èlenské metodì EndRecieveCmd()
je pøijímán pøíkaz protokolu IMAP. Tato metoda dále volá metodu SwitchCom-
mand(). V èlenské metodì SwitchCommand() se nachází pøíkaz switch, který podle
jména pøíkazu IMAP volá pøíslu¹nou obslu¾nou metodu.
V obslu¾né metodì pøíkazu je ovìøena formální stránka pøíkazu podle protokolu
IMAP a poté je volána metoda èlenského atributu m pServer. Atribut m pServer
je typu IMAP Server a pøedstavuje rozhraní implementace serveru. Návratová hod-
nota volání rozhraní implementace serveru je chybový øetìzec. V pøípadì úspì¹ného
vykonání pøíkazu je vrácen prázdný øetìzec, v opaèném pøípadì øetìzec obsahuje in-
formace o vzniklé chybì. Dal¹í výstupní hodnoty volání rozhraní serveru jsou vraceny
prostøednictvím privátních atributù tøídy IMAP Session. Prostøednictvím parametrù
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volání implementace serveru jsou pøedávány také dal¹í potøebné údaje k vykonání
daného pøíkazu.
Problematika bude podrobnìji vysvìtlena na pøíkladu pøíkazu CREATE. Pøíkazem
CREATE protokolu IMAP je mo¾né vytvoøit novou schránku elektronické po¹ty. Nej-
prve je prostøednictvím sí»ového spojení pøijat øetìzec pøedstavující pøíkaz CRE-
ATE. Poté je vybrána pøíslu¹ná vìtev pøíkazu switch metody SwitchCommand().
Následnì je volána metoda rozhraní implementace serveru. V tomto pøípadì bude
volána metoda OnCreateMailbox(). Metoda OnCreateMailbox pøijímá dva vstupní
parametry. Prvním z tìchto parametrù je ukazatel na objekt tøídy IMAP Session.
Druhým vstupním parametrem této metody je jméno elektronické schránky, kterou
je tøeba vytvoøit. Úspìch, èi neúspìch této operace je vrácen prostøednictvím návra-
tové hodnoty. Tato návratová hodnota je ji¾ zmínìný chybový øetìzec. Pøípadné dal¹í
výstupní hodnoty tohoto pøíkazu by byly vráceny prostøednictvím ukazatele na objekt
tøídy IMAP Session. Jeliko¾ pøíkaz CREATE protokolu IMAP ¾ádné dal¹í výstupní
hodnoty nemá, zùstane objekt tøídy IMAP Session nezmìnìn.
Tato implementace obsahuje také nìkteré podpùrné tøídy. Pøíkladem tìchto tøíd mù¾e
být tøída IMAP MessageFlags, která pøedstavuje pøíznaky elektronické zprávy, jak
je denuje protokol IMAP. Dal¹ím pøíkladem mù¾e být tøída IMAP SequenceSet,
která vyjadøuje mno¾inu elektronických zpráv. Tøída IMAP SelectedFolder pøed-
stavuje schránku elektronické po¹ty a obsahuje kolekci elektronických zpráv. Tato
tøída nese také informace o elektronické schránce. Tìmito informacemi mohou být
napøíklad informace o poètu nepøeètených elektronických zpráv, nebo informace
vztahující se k unikátním identikátorùm UID. Tøída IMAP Message pøedstavuje
elektronickou zprávu.
Nevýhodou této konkrétní implementace mù¾e být kód kontroly stavu IMAP serveru
opakující se v implementaci ka¾dého pøíkazu. Dále je v kódu opakovanì zapisován
kód pro odeslání serverové odpovìdi (úspìch, neúspìch pøíkazu). Zdroj [20].
4.3 Návrh a implementace knihovny IMAP
Klientská èást knihovny IMAP je urèena k vytvoøení klientského programu pro práci
s elektronickou po¹tou. Rozhraní této knihovny zpøístupòuje operace nabízené protokolem
IMAP. Nad existujícím rozhraním knihovny IMAP lze vybudovat dal¹í rozhraní. Vztah
mezi tìmito rozhraními mù¾e být popsán návrhovým vzorem Facade, nebo Adapter. Toto
nové rozhraní mù¾e poskytovat netriviální operace skládáním operací, které tato knihovna
protokolu IMAP nabízí. Mezi takové operace lze øadit napøíklad operaci získání poètu zpráv,
které daná elektronická schránka obsahuje. Tato operace by mohla nést název getMessage-
Count(). Tato operace není v protokolu IMAP pøimoèaøe dostupná a mohla by být øe¹ena
napøíklad pomocí ji¾ existující operace OpenMailbox(), která poskytuje údaj o poètu ex-
istujících zpráv jako jeden ze svých výsledkù. Dal¹ím pøíkladem operace, která by mohla
být slo¾ena z nìkolika dílèích operací, je operace smazání elektronické zprávy. Tato oper-
ace není v protokolu IMAP zahrnuta. Tato operace mù¾e být øe¹ena pøiøazením pøíznaku
\smazání" k dané zprávì a následné operace Expunge. Prostøednictví operace Expunge
jsou zprávy fyzicky odstranìny. Takovýmto zpùsobem lze vytvoøit nespoèet dal¹ích oper-
ací. Více o nedostatcích protokolu IMAP lze zjistit v èásti zabývající se protokolem SMAP.
SMAP je experimentální protokol napravující nedostatky existujících protokolù pro správu
a odesílání elektronické po¹ty.
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Diagram tøíd klientské èásti knihovny IMAP je pøilo¾en v pøíloze. Klientská èást kni-
hovny IMAP je øe¹ena jednou tøídou. Tato tøída se nazývá IMAPClientSide. Tato tøída plní
funkci Facade nad klientskou èástí protokolu IMAP. Tøída IMAPClientSide vyu¾ívá tøídu
IMAPLibCl. Tato tøída vyu¾ívá specializované potomky tøídy ClientCommand k odesílání
pøíkazù IMAP serveru. Tøídou ClientCommand je vyu¾ívána tøída ResponseController
k analýze serverových odpovìdí a následného vytváøení instancí tøíd ClientResponse. Spe-
cializovaní potomci tøídy ClientResponse nabízejí specializovaný pøístup k výsledkùm zpra-
covaného pøíkazu.
Funkce knihovny bude názornì pøedvedena na pøíkladu. Tento pøíklad bude øe¹it mo-
delovou situaci, kdy nejprve program pro práci s elektronickou po¹tou vytvoøí pøipojení
k IMAP serveru. V dal¹ím kroku tento program za¹le serveru pøíkaz LIST, kterým obdr¾í
výèet elektronických schránek.
Z pohledu knihovny IMAP je nejprve tøeba vytvoøit instanci tøídy IMAPClientSide.
Tato tøída poskytuje rozhraní ke klientské èásti protokolu IMAP. Pøi konstrukci této
instance je vytvoøeno spojení s IMAP serverem. Vstupními parametry konstruktoru lze
nastavit zabezpeèení sí»ového pøenosu ¹ifrováním pomocí vrstvy SSL. Úspìch konstrukce
objektu a vytvoøení spojení je mo¾né ovìøit prostøednictvím výstupního parametru err.
Po vytvoøení spojení je ovìøeno zda se jedná o IMAP server prostøednictvím pøíkazu CA-
PABILITY.
Poté co je objekt vytvoøen, je tøeba provést autentizaci u¾ivatele. Autentizace u¾ivatel-
ským jménem a heslem mù¾e být provedena prostøednictvím èlenské metody Login(). Zda
byla autentizace úspì¹ná lze ovìøit prostøednictvím výstupního parametru response. Pokud
byla autentizace úspì¹ná, je mo¾né na server zaslat pøíkaz LIST prostøednictvím metody
ListMailboxes(). Po zavolání èlenské metody ListMailboxes() je volána metoda stejného
jména tøídy IMAPLibCl. Vztah mezi tìmito dvìma tøídami je popsán návrhovým vzorem
Facade. V tìle metody ListMailboxes() je nejprve vygenerován tag, kterým bude pøíkaz
LIST oznaèen. Poté je vytvoøena nová instance tøídy ClientCommandList, která implemen-
tuje rozhraní denované tøídou ClientCommand. Tato tøída reprezentuje pøíkaz protokolu
IMAP. Novì vzniklá instance pøíkazu LIST je inicializována pomocí parametrù metody List-
Mailboxes(). Následnì je pøíkaz odeslán na IMAP server èlenskou metodou ExecuteCom-
mand() tøídy ClientCommandList. V tìle metody ExecuteCommand() je nejprve pøíkaz
LIST zformulován do formy textového øetìzce a poté odeslán na server prostøednictvím
sí»ového pøipojení. Poté jsou data pøijatá od serveru akumulována pomocí tøídy Respon-
seController tak dlouho, dokud není serverová odpovìï kompletní. Poté je mo¾né vytvoøit
instanci tøídy ClientResponseList. Pøi konstrukci této instance dojde k analýze serverové
odpovìdi. V pøípadì pøíkazu LIST nese serverová odpovìï seznam názvù elektronických
schránek a jejich vlastností. Výpis jmen elektronických schránek bude dostupný prostøed-
nictvím instance tøídy ClientResponseList. Tato instance je pøedána pomocí prostøed-
nictvím výstupního parametru response metody ListMailboxes() jako výsledek pøíkazu
LIST. Ostatní pøíkazy protokolu IMAP jsou zpracovávány v zásadì stejným zpùsobem.
Diagram tøíd klientské èásti knihovny IMAP je pøilo¾en v pøíloze.
Serverová èást knihovny IMAP je urèena k implementaci IMAP serveru. Serverová
èást knihovny IMAP je tvoøena nìkolika tøídami. Rozhraní této knihovny je tvoøeno tøídou
IMAPServerSide. Dìdìním z této tøídy lze pøedenovat její virtuální metody. Tyto virtuální
metody by mìly být pøedenovány implementací IMAP serveru. Zpùsob, jakým je mo¾né
tøídu IMAPServerSide pou¾ít je prakticky ukázán v pøedvádìcím programu IMAP Proxy,
kde je tato tøída vyu¾ita.
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Pøi pøíjmu nového klientského po¾adavku prostøednictvím sí»ového spojení je volána
metoda update() tøídy IMAPLibSer. Typickým pøíkladem klientského po¾adavku je pøíkaz
protokolu IMAP. V metodì update() je pøíkaz nejprve analyzován syntaktickým ana-
lyzátorem. Syntaktický analyzátor je implementován tøídou IMAPParser. Metodou Parse-
TagCmd() tøídy IMAPParser je rozeznán název pøíkazu a oddìlen od znaèky, tagu, kterým
je pøíkaz oznaèen. Následuje dal¹í zpracování po¾adavku metodou ParseParams() tøídy
IMAPParser. Tato metoda analyzuje pøípadné parametry pøíkazu IMAP. Touto metodou
je po¾adavek pøeveden z formy prostého øetìzce do strukturované formy. Tuto strukturu
obsahuje tøída Words. Pokud je tøeba, jsou vy¾ádána dodateèná data ve formì literal. Tato
dodateèná data jsou klientem zaslána na výzvu serveru. Poté, co je pøíkaz kompletnì naèten,
mù¾e být dále zpracován specializovaným potomkem tøídy ServerCommand. Specializovaný
potomek je vybrán podle jména pøíkazu.
Ke zpracování pøíkazu dojde v metodì ExecuteCommand() specializovaného potomka
tøídy ServerCommand. V tìle této metody je ovìøena formální stránka pøíkazu pro-
tokolu IMAP, napøíklad správný poèet parametrù pøíkazu. Poté je z tìla této metody
volána metoda rozhraní serveru. Rozhraní serveru je pøedstavováno tøídou IMAPServer-
Side. Tato metoda rozhraní by mìla být pøedenována implementací IMAP serveru. Metoda
rozhraní obsahuje v¹echny potøebné parametry pro vykonání pøíkazu. Výsledky zpracov-
aného pøíkazu jsou pøedány prostøednictvím tøídy ServerResponse. Tato tøída je výstup-
ním parametrem metody rozhraní serveru. Po zpracování pøíkazu jsou výstupní hodnoty
odeslány formou serverové odpovìdi klientskému programu pro práci s elektronickou po¹tou.
Funkce knihovny bude názornì pøedvedena na pøíkladu. Nejprve IMAP server naslouchá
na zadaném portu. Po pøipojení programu pro práci s elektronickou po¹tou je zaslána uvítací
zpráva IMAP serveru. Poté tento program provede autentizaci. Po provedení autentizace
program pokraèuje zasláním po¾adavku. V tomto pøípadì bude zaslán pøíkaz LIST, na který
obdr¾í serverovou odpovìï. Pøíkazem LIST protokolu IMAP je mo¾né získat výpis jmen
elektronických schránek a jejich vlastností.
Z pohledu serverové èásti knihovny IMAP je nejprve tøeba odvodit potomka tøídy
IMAPServerSide. Tøída IMAPServerSide slou¾í jako rozhraní serveru. Virtuální metody
tohoto rozhraní jsou urèeny k pøedenování. Pøedenované metody by mìly obsahovat
implementaci IMAP serveru. Tato implementace bude mít zodpovìdnost obsluhovat po¾a-
davky klientských programù pro správu elektronické po¹ty. Tato implementace bude volána
pøi ka¾dé ¾ádosti klientského programu. Po provedení této implementace je tøeba vytvoøit
instanci takto vzniklé odvozené tøídy. Pøi vytvoøení instance této tøídy jsou automaticky
vytvoøeny také v¹echny tøídy, které jsou potøebné pro správnou funkci knihovny serverové
èásti knihovny IMAP. Pøi vytváøení tìchto instancí je nasloucháno na urèeném portu.
Po pøipojení klientského programu na daný port je inicializace dokonèena. Souèástí ini-
cializace je také zaslání serverové uvítací zprávy IMAP serverem pøipojenému klientskému
programu.
V dal¹í fázi server èeká na pøíchozí po¾adavky. Server je na zaèátku v neautentizovaném
stavu. Nejdøíve by mìla být klientským programem provedena autentizace. Po úspì¹né
autentizaci IMAP server pøejde do autentizovaného stavu. Následnì klientský program
za¹le serveru po¾adavek, pøíkaz LIST. Serverem je tento po¾adavek pøijat a je vyvolána
metoda update() tøídy IMAPLibSer. V této metodì je po¾adavek analyzován za pomoci
tøídy IMAPParser. Pokud je tøeba, jsou také vy¾ádána dodateèná data ve formì literal.
Poté, co je po¾adavek kompletní, je pøeveden do strukturované formy. Tato forma je nesena
tøídou Words. Na základì jména pøíkazu je vytvoøena instance specializovaného potomka
tøídy ServerCommand. V tomto pøípadì bude vytvoøena instance tøídy ServerCommand-
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List. Pøi konstrukci této instance je pøedána instance tøídy Words. Tøída Words obsahue
v¹echny potøebné informace o pøíkazu protokolu IMAP. Poté je vytvoøena instance tøídy
ServerResponseList. Tento objekt plní funkci kontejneru na výsledky pøíkazu LIST. Tato
instance bude pou¾ita pozdìji. Poté je volána metoda ExecuteCommand() tøídy ServerCom-
mandList. V této metodì je nejprve ovìøen správný poèet parametrù pøíkazu LIST a poté
volána metoda rozhraní serverové èásti knihovny IMAP. V tomto pøípadì je volána metoda
ListMailboxes(). Prostøednictvím parametrù této metody jsou pøedány parametry pøíkazu
LIST. Jedním z parametrù metody ListMailboxes() je výstupní parametr respList. Jedná
se o døíve pøipravenou instanci tøídy ServerResponseList. Parametrem respList je mo¾né
pøedat výstupní hodnoty zpracovaného pøíkazu. Po dokonèení zpracování pøíkazu implemen-
tací serveru je odeslána serverová odpovìï klientskému programu pro správu elektronické
po¹ty. Tato odpovìï je odeslána metodou SendResponse() tøídy ServerResponseList.
Tato knihovna protokolu IMAP mù¾e být snadno modikována za úèelem pøidání
podpory pro soubì¾né zpracování pøíkazù. Protokol IMAP umo¾òuje zpracování pøíkazù
na pozadí. Zpracování pøíkazù na pozadí je tímto protokolem umo¾nìno díky systému
odpovìdí oznaèených znaèkami (tagy). Zpracování pøíkazù na pozadí mù¾e být výhodné
pou¾ít v pøípadì pøíkazù, jejich¾ zpracování je èasovì nároèné. Pøíkladem èasovì nároèného
pøíkazu mù¾e být pøíkaz SEARCH. Architektura knihovny IMAP umo¾òuje pozdìj¹í mod-
ikaci a pøidání podpory zpracovávaní pøíkazù na pozadí. Tato skuteènost je umo¾nìna
zejména díky tomu, ¾e ka¾dý po¾adavek programu pro správu elektronické po¹ty je koncen-
trován v zapouzdøené podobì v objektu typu ServerCommand. Jedním z mo¾ných øe¹ení
mechanismu pro zpracování pøíkazù na pozadí vhodných pro tuto knihovny protokolu IMAP
by mohlo být øe¹ení s vyu¾itím vláken. Pro ka¾dý po¾adavek klientského programu pro
správu elektronické po¹ty by bylo vytvoøeno samostatné vlákno. Toto vlákno by mìlo za
úkol obslou¾it jeden jediný po¾adavek klientského programu zpracováním daného objektu
typu ServerCommand. Diagram tøíd serverové èásti knihovny IMAP je pøilo¾en v pøíloze.
4.4 Návrhové principy GRASP
GRASP (General Responsibility Assignment Software Patterns) se zabývá zpùsobem pøiøa-
zování zodpovìdnosti tøídám pøi návrhu poèítaèových programù. Mezi principy GRASP
je mo¾né øadit principy Information Expert, Creator, Controller, Low Coupling, High Co-
hesion, Polymorphism, Pure Fabrication, Indirection a Protected Variations.
Princip Information Expert øíká, ¾e za provedení urèité operace by mìla být zodpovìd-
nost pøiøazena tøídì, která má k této operaci nejvíce potøebných informací. Takovým øe¹ením
je mo¾né zvý¹it kohezi uvnitø tøídy a sní¾it vazbu vùèi okolním tøídám.
Princip Creator se zabývá zpùsobem pøiøazení zodpovìdnosti za vytvoøení instance nì-
jaké tøídy. Pøíkladem, ve kterém je vhodné, aby jedna tøída vytváøela instanci tøídy druhé
mù¾e být pøípad, kdy tøída A obsahuje tøídu B, nebo tøída A velmi èasto tøídu B pou¾ívá a
vlastní na ni referenci. Dal¹ím pøíkladem, kdy je vhodné pøiøadit tøídì A zodpovìdnost za
vytvoøení tøídy B mù¾e být pøípad, kdy má tøída A v¹echny potøebné informace k vytvoøení
instance tøídy B.
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Princip Controller se zabývá problémem, které tøídì by mìla být pøiøazena zodpovìdnost
reagovat jako první na vnìj¹í podnìty. Takovými podnìty mù¾e být napøíklad èinnost u¾i-
vatele, který manipuluje s prvky u¾ivatelského rozhraní. V pøípadì knihovny IMAP se jedná
o rozhodnutí, která tøída bude jako první informována o po¾adavcích, které pøicházejí
prostøednictvím sí»ového pøipojení. Zajímavé je rozhodnutí o vyu¾ití jednoho centrálního
øadièe, nebo více specializovaných øadièù. Obecnì lze øíci, ¾e toto rozhodnutí se li¹í pøípad
od pøípadu.
Principy Low Coupling spoleènì s principem High Cohesion øíkají, ¾e vazby mezi tøídami
by mìly být co mo¾ná nejmen¹í, zatímco koheze uvnitø tøídy co nejvìt¹í. Tøída jako celek
by se mìla zabývat jednou problematikou, která je jí pøiøazená formou zodpovìdnosti.
Podobný princip platí také pro balíèky. Tøídy uvnitø balíèku by mìly plnit stejnou funkci,
která je balíèku pøiøazena formou zodpovìdnosti.
Princip Polymorphism se zabývá mnohoznaèností v objektovì orientovaném návrhu.
Polymorsmus umo¾òuje denovat jednotné rozhraní pro obecnì rùzné implementace. Poly-
morsmus je úzce spojen s problematikou dìdiènosti v programovacích jazycích.
Princip Pure Fabrication slou¾í k zachování vysoké koheze ve vrstvì domény vrstvené
softwarové architektury. Tento princip se mù¾e týkat napøíklad tøídy, které je pøiøazena zod-
povìdnost pøístupu k databázi. Pokud by byla zodpovìdnost pøístupu k databázi pøiøazena
ka¾dé tøídì domény zvlá¹», byla by tím sní¾ena koheze. Vytvoøením speciální tøídy pro
pøístup k databázi dle principu Pure Fabrication lze vysokou kohezi zachovat. Tento prin-
cip podporuje znovupou¾itelnost této speciální tøídy.
Princip Indirection vyjadøuje nepøímost. Tento princip se zabývá nepøímým pøístupem
jedné tøídy k druhé tøídì. Mù¾e se jednat o pøístup pøes speciální tøídu popsanou návrhovým
vzorem Adaptor. Princip nepøímosti umo¾òuje sní¾it vazbu tìchto dvou tøíd.
Princip Protected Variations slou¾í k minimalizaci dopadu zmìn provedených v rùzných
èástech programového kódu. Jedním z mo¾ných øe¹ení je denovat rozhraní, kterým bude
zprostøedkován pøístup ke kódu, ve kterém jsou tyto zmìny oèekávány. Pokud budou nìjaké
zmìny v tomto kódu provedeny a rozhraní zùstane nezmìnìno, je tím tak zbytek kódu
od provedených zmìn odstínìn. Provedené zmìny na zbytek kódu nemají vliv.
4.5 Pou¾ité návrhové vzory
Návrhové vzory nabízejí v praxi osvìdèená øe¹ení návrhu software. Návrhové vzory ukazují,
jakým zpùsobem je mo¾né daný problém øe¹it. Typicky se jedná o objektovì orientované
návrhové vzory, které jsou znázornìny diagramem tøíd. Dále návrhové vzory obsahují popis
øe¹ené problematiky, zva¾ování výhod a nevýhod daného návrhového vzoru a také diskusi,
ve které jsou rozebírány pøípady, kdy a jak je výhodné daný návrhový vzor pou¾ít. Návrhové
vzory nemusejí být pou¾ity pøesnì tak, jak jsou navr¾eny. Je mo¾né je upravit a pøizpùsobit
na míru danému problému.
Návrhové vzory pøiná¹ejí také dal¹í výhody. Mezi tyto výhody lze øadit zvý¹enou
èitelnost kódu. V pøípadì analýzy zdrojového kódu, o kterém není známo, jakým zpù-
sobem pracuje, mù¾e být obtí¾né se zorientovat. Pokud je v tomto kódu pou¾it návrhový
vzor, je mo¾né rychleji pochopit èinnost tohoto programu. Návrhové vzory tím tak mo-
hou slou¾it pro zlep¹ení komunikace mezi programátory a vývojovými týmy. Programátoøi,
kteøí se dobøe orientují v problematice návrhových vzorù se mohou velmi rychle a pøesnì
dorozumívat pomocí pou¾ívání názvù návrhových vzorù. Pokud je daná problematika po-
jmenována návrhovým vzorem, nemusí být dále vysvìtlována do vìt¹ích podrobností. Pøi
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návrhu knihovny IMAP byly pou¾ity napøíklad návrhové vzory Facade, Observer, Com-
mand, Factory a návrhový vzor Proxy.
Návrhový vzor Facade slou¾í ke zmìnì stávajícího rozhraní na jiné. Tímto zpùsobem
mohou být zakryty nìkteré detaily, nebo sní¾ena vazba mezi dvìma èástmi kódu. Pou¾ití
návrhového vzoru Facade je na místì také v pøípadì ¾e jsou oèekávány zmìny v èástech
kódu, které jsou zpøístupnìny pomocí rozhraní vzniklého prostøednictvím Facade. Výhoda
spoèívá v tom, ¾e programový kód vyu¾ívající rozhraní poskytované prostøednictvím Facade
jsou u¹etøeny zmìn, které mohou vzniknout v èástech kódu za tímto rozhraním.
Pøi implementaci knihovny IMAP byl tento návrhový vzor pou¾it napøíklad v klientské
èásti této knihovny. IMAPClientSide plní funkci Facade nad tøídou IMAPLibCl. Tøída
IMAPClientSide skrývá detaily tøídy IMAPLibCl. Mezi tyto detaily lze øadit napøíklad
metodu Update(), která s rozhraním knihovny IMAP nemá nic spoleèného. Metoda up-
date() by se tedy v programátorském rozhraní knihovny IMAP nemìla vyskytovat. Pou¾ití
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Obrázek 4.2: Diagram tøíd návrhového vzoru Facade.
Návrhový vzor Observer slou¾í k informování závislých objektù o zmìnách, které ve sle-
dovaných objektech nastaly. Pomocí tohoto návrhového vzoru je mo¾né dosáhnout volné
vazby mezi závislými objekty. Tento návrhový vzor je èasto vyu¾íván v souvislosti s u¾iva-
telským rozhraním. Napøíklad v architektuøe PCMEF je mo¾né pomocí návrhového vzoru
Observer dosáhnout nízké vazby mezi prvky u¾ivatelského rozhraní a objekty, jejich¾ hod-
noty jsou prostøednictvím tìchto prvkù prezentovány.
Pøi implementaci knihovny IMAP bylo návrhového vzoru Observer vyu¾ito k oddìlení
vrstvy TCP/IP od vrstvy protokolu IMAP. Vrstva TCP/IP je pøedstavována tøídou Tcp-
Connection. Tato tøída obsahuje metodu Attach(), kterou je mo¾né zaregistrovat Observer,
který bude informován o zmìnách nastalých v tomto objektu. Tyto zmìny mohou být
vyvolány napøíklad prostøednictvím sí»ového provozu, nebo zmìny stavu TCP/IP spojení,
jakými mohou být napøíklad novì pøipojený klientský program, nebo ukonèení spojení.
Tøídou TcpConnection jsou v takových pøípadech volány metody tøídy TracObserver.
Mezi tyto metody lze øadit napøíklad metodu update(), nebo metodu notify disconnected().
Tyto metody jsou vyu¾ívány uvnitø knihovny protokolu IMAP. Tøída TracObserver slou¾í
jako bázová tøída pro dal¹í tøídy knihovny IMAP. Tyto tøídy tak zdìdí metody, které
jsou volány pøi událostech vyvolaných prostøednictvím sí»ového rozhraní. Tìmito tøídami
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Obrázek 4.3: Diagram tøíd návrhového vzoru Observer.
Hlavní my¹lenka návrhového vzoru Command spoèívá ve skrytí detailù implemen-
tace jednotlivých pøíkazù za jednotné rozhraní. Objekt pøíkazu v sobì uchovává v¹echny
potøebné informace pro vykonání tohoto pøíkazu a je zodpovìdný za provedení po¾adované
akce. Tento návrhový vzor je do jisté míry podobný návrhovému vzoru Strategy.
Návrhový vzor Command umo¾òuje do programu zavést podporu operace zpìt oz-
naèované jako Undo. Takového chování lze dosáhnout napøíklad vkládáním vykonávaných
pøíkazù do zásobníku. V pøípadì, kdy je tøeba vrátit zmìny zpìt, jsou pøíkazy z tohoto zá-
sobníku postupnì vyøazovány. Dal¹ím pøíkladem vyu¾ití návrhového vzoru Command mù¾e
být zaznamenávání maker. Podobnì jako v pøedchozím pøípadì se jedná o zaznamenávání
sekvence pøíkazù. V okam¾iku volání makra jsou tyto zaznamenané pøíkazy vykonány. Dal¹í
mo¾ností vyu¾ití tohoto návrhového vzoru je transakèní zpracování. V transakèním zpracov-
ání je tøeba, aby v¹echny pøíkazy patøící do dané transakce byly vykonány pospolu. Pøíkazy
patøící do jedné transakce je mo¾né zaznamenat do seznamu. Pokud nìkterý z pøíkazù sel¾e,
je tímto mo¾né provést operaci zvanou Rollback, její¾ realizace mù¾e být velice podobná op-
eraci vrátit zpìt, operaci Undo. Dal¹í vyu¾ití návrhového vzoru Command je mo¾né nalézt
také v paralelním zpracování.
Tento návrhový vzor je mo¾né také objevit v samotném protokolu IMAP. Pøíkaz pro-
tokolu IMAP s sebou také nese v¹echny potøebné parametry a jednoznaènì tak urèuje akci,
která bude po pøijetí na IMAP serveru provedena.
Návrhový vzor Command je v knihovnì IMAP vyu¾íván v modikované podobì. Tøída
IMAPLibSer volá metodu ExecuteCommand() rozhraní denovaného tøídou ServerCom-
mand. Detaily zpracování jednotlivých pøíkazù jsou ukryty ve specializovaných tøídách.
Na obrázku jsou tyto tøídy naznaèeny tøídou ServerCommandList. Tyto specializované
tøídy také obsahují v¹echny informace potøebné k provedení pøíkazu. Pøi zpracování pøíkazu
je volána pøíslu¹ná metoda tøídy denující rozhraní knihovny IMAP. Tato tøída se nazývá
IMAPServerSide. Popsaná problematika je znázornìna na obrázku 4.4.
Návrhový vzor Factory øe¹í problém pøiøazení zodpovìdnosti za vytváøení instancí urèité
tøídy. Návrhový vzor Abstract Factory navíc nabízí mo¾nost vytvoøit celé rodiny tøíd,
které spolu nìjakým zpùsobem souvisejí. Toto vytváøení je díky návrhovém vzoru Abstract
Factory mo¾né provést ani¾ by bylo tøeba znát konkrétní vytváøené tøídy. Výhoda tìchto
návrhových vzorù spoèívá ve skrytí detailù vytváøení instancí urèitých tøíd. Mechanismus
vytváøení objektù mù¾e být èasto velmi komplikovaný a tímto zpùsobem je mo¾né tento
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Obrázek 4.4: Diagram tøíd návrhového vzoru Command.
Pøi návrhu knihovny IMAP byly pou¾ity oba tyto návrhové vzory. Na obrázku 4.5
je ukázán pøíklad vytváøení instancí tøídy ServerCommand a ServerResponse. Tøídou
IMAPLibSer tyto vytvoøené instance vyu¾ívány. Tøída IMAPParser vytváøí instance tøíd
ServerCommand v závislosti na øetìzcích pøicházejících prostøednictvím sí»ového pøipojení.
Tyto øetìzce jsou tøídì IMAPParser pøedlo¾eny ke zpracování. Pomocí specializovaných po-
tomkù tøídy ServerCommand jsou dále vytváøeny pøíslu¹né instance potomkù tøídy Server-
Response. Tøída IMAPLibSer je tímto odstínìna od detailù vytváøení instancí potomkù
tøíd ServerCommand a ServerResponse. Tato zodpovìdnost je udìlena tøídì IMAPParser
a potomkùm tøídy ServerCommand. Na obrázku 4.5 je ukázáno pou¾ití tohoto návrhového
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Obrázek 4.5: Diagram tøíd návrhového vzoru Abstract Factory.
Návrhový vzor Proxy pøedstavuje obecnou formu rozhraní poskytující pøístup k jinému
objektu. Návrhový vzor proxy mù¾e popisovat napøíklad pøístup k pamì»ovì nároènému
objektu, k souboru, k serveru pøipojenému sí»ovým rozhraním, nebo napøíklad jakémuko-
liv zdroji, který je nároèné duplikovat. Typickým pøíkladem Proxy mù¾e být objekt, který
45
poèítá poèet referencí na jiný objekt. Návrhový vzor Proxy byl vyu¾it pøi tvorbì pøed-
vádìcího programu IMAP Proxy Serveru. Návrhový vzor Proxy popisuje problematiku
zprostøedkovaného pøístupu k objektu. V tomto pøípadì vystupuje v roli objektu IMAP
server. Pomocí Proxy lze monitorovat v¹echny pøístupy k IMAP serveru. Tyto pøístupy
je mo¾né dále analyzovat. Takovým zpùsobem je mo¾né zjistit, jakým zpùsobem je protokol
IMAP vyu¾íván existujícími programy pro správu elektronické po¹ty pro pøístup k elektro-
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Obrázek 4.6: Diagram tøíd návrhového vzoru Proxy.
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Kapitola 5
Pøedvedení a testování knihovny
Pøedvádìcí program spoleènì s knihovnou protokolu IMAP jsou psány v jazyce C++. Nìk-
teré èásti kódu jsou závislé na knihovnì Boost a knihovnì OpenSSL. Knihovna Boost
je vyu¾ívána v souvislosti se správou pamìti a sí»ového pøipojení. Knihovna OpenSSL
je vyu¾ívána pro zabezpeèení sí»ového pøenosu ¹ifrováním.
5.1 Pøedvádìcí program
Pøeklad pøedvádìcího programu do spustitelné podoby lze nejlépe provést ve Visual Studiu
2005 na operaèním systému Windows. Do tohoto vývojového nástroje je tøeba pøidat
podporu knihovny Boost a knihovny OpenSSL. V¹echny potøebné instalátory a zdrojové
soubory jsou pøilo¾eny na pøilo¾eném DVD. Postup zprovoznìní knihoven Boost, OpenSSL
a pøekladu programu je uveden v pøíloze.
Pro pøedvedení funkènosti knihovny IMAP byl zvolen program IMAP Proxy server.
IMAP Proxy server byl zvolen z toho dùvodu, ¾e je jím mo¾né provìøit klientskou
i serverovou èást knihovny IMAP najednou. IMAP proxy server naslouchá na daném
portu. Po pøipojení klientského programu pro správu elektronické po¹ty je vytvoøeno spo-
jení ke skuteènému IMAP serveru. Po vytvoøení tìchto sí»ových spojení jsou oèekávány
po¾adavky ze strany programu pro správu elektronické po¹ty. Po pøijetí po¾adavku je tento
po¾adavek pøeposlán skuteènému IMAP serveru. Po zpracování pøeposlaného po¾adavku
skuteèným IMAP serverem je pøijata serverová odpovìï skuteèného IMAP serveru. Tato
serverová odpovìï je zaslána zpìt klientskému programu pro správu elektronické po¹ty.
Celý mechanismus IMAP proxy serveru je znázornìn na obrázku 5.1.
Na obrázku 5.1 je znázornìn sekvenèní diagram IMAP proxy serveru. Na tomto obrázku
je znázornìn po¾adavek klientského programu pro správu elektronické po¹ty. Tento po¾a-
davek je pøijat IMAP proxy serverem a dále pøedán IMAP serveru. Po zpracování po¾a-
davku jsou vráceny serverové odpovìdi. Na obrázku 5.2 je znázornìna vrstevná architektura
IMAP Proxy serveru. Nejni¾¹í vrstvou IMAP Proxy serveru je vrstva TCP/IP. Nad touto
vrstvou mù¾e být vytvoøena vrstva ¹ifrování. Nad touto vrstvou se nachází vrstva pro-
tokolu IMAP. Nad vrstvou protokolu IMAP je vybudována aplikace. V aplikaèní logice
této aplikace je mo¾né realizovat analýzu komunikace protokolem IMAP.
Pøedvádìcí program nabízí jednoduché gracké u¾ivatelské rozhraní. Probíhající komu-
nikace protokolem IMAP je v tomto rozhraní prùbì¾nì zobrazována. U¾ivatelské rozhraní
tímto nabízí celkem komfortní zpùsob, kterým je mo¾né sledovat sí»ový provoz protokolu
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Obrázek 5.2: Vrstevná architektura IMAP proxy serveru.
ského rozhraní je seznam aktivních sí»ových spojení, která jsou programem IMAP Proxy ob-
sluhována. Ka¾dá polo¾ka obsahuje ID pøipojení a poèet pøíkazù, které byly v rámci tohoto
pøipojení vyøízeny. Aktivní pøipojení v tomto seznamu lze ukonèovat tlaèítkem Disconnect.
Pøeru¹ená spojení je mo¾né z tohoto seznamu vyøadit tlaèítkem Refresh. V prostøední èásti
rozhraní je seznam pøíkazù, které byly ve vybraném sí»ovém pøipojení vyøízeny. V dolní
èásti u¾ivatelského rozhraní je mo¾né zobrazit detail vybraného pøíkazu. Detail pøíkazu
je zobrazen v upravené podobì pro lep¹í ètení lidským okem. Informace zobrazené v u¾iva-
telském rozhraní je mo¾né ulo¾it do souboru XML. Detailní sí»ovou komunikaci je mo¾né
prohlédnout v logu.
Je zajímavé analyzovat zpùsoby, jakými je protokol IMAP vyu¾íván rùznými programy
pro správu elektronické po¹ty. Blí¾e zkoumány byly dva velmi èasto pou¾ívané programy.
Prvním z tìchto programù je po¹tovní klient Thunderbird. Druhým z nich je Outlook Ex-
press.
48
Obrázek 5.3: Gracké u¾ivatelské rozhraní pøedvádìcího programu IMAP Proxy.
Outlook Express je klientský program pro správu elektronické po¹ty vyvinutý rmou
Microsoft. Tento po¹tovní klient byl poprvé pøedstaven v roce 1996. Od tohoto roku doz-
nal program Outlook Express znaèného roz¹íøení mezi u¾ivatele díky tomu, ¾e je zahrnut
ve standardní distribuci operaèního systému Microsoft Windows. Od chvíle svého vzniku
byl obohacen o podporu zpráv ve formátu HTML. Dále byl pøidán také nastavitelný ltr
nevy¾ádané po¹ty, který byl v¹ak pro svou nestabilitu pozdìji opìt odebrán. Tento po¹tovní
klient podporuje protokoly pro pøíjem a odesílání elektronické po¹ty. Nabízí také podporu
pro diskusní skupiny a adresáøové slu¾by. Tento po¹tovní klient byl pozdìji nahrazen ap-
likací Windows Mail dodávanou spoleènì s distribucí operaèního systému Windows Vista.
Program Outlook Express je èasto kritizován pro své programové chyby a bezpeènostní
nedostatky.
Thunderbird je klientský program pro správu elektronické po¹ty vyvinutý organizací
Mozilla Foundation. Tento po¹tovní klient byl poprvé pøedstaven v roce 2004 a brzy si získal
oblibu u¾ivatelù. Projekt Mozilla Thunderbird je vyvíjen vedle sesterského projektu Mozilla
Firefox zamìøeného na vývoj webového prohlí¾eèe. Tento po¹tovní klient podporuje pro-
tokoly pro pøíjem a odesílání elektronické po¹ty. Nabízí také podporu pro diskusní skupiny
a adresáøové slu¾by. Tento program je mo¾né provozovat na platformách Windows, Linux,
Mac OS X, OpenSolaris a dal¹ích. Zdrojový kód tohoto programu je pøístupný.
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Thunderbird zabezpeèuje svou sí»ovou komunikaci pomocí ¹ifrovací vrstvy TLS/SSL.
Dal¹í funkce lze do tohoto klientského programu pøidat prostøednictvím roz¹íøení. Mezi
roz¹íøení programu Thunderbird mù¾e být øazena napøíklad asymetrická kryptograe zpráv
pomocí PGP.
Test programù byl proveden následujícím zpùsobem. Nejprve byl spu¹tìn program
IMAP Proxy. Program IMAP Proxy slou¾í v testu k analýze sí»ové komunikace mezi
testovaným klientským programem pro správu elektronické po¹ty a mezi IMAP serverem.
K sí»ovému rozhraní programu IMAP Proxy byl pøipojen testovaný program pro správu
elektronické po¹ty. Program IMAP Proxy poté guroval v roli prostøedníka mezi testo-
vaným programem a IMAP serverem.
Nejprve byl testován program Outlook Express. Ihned po spu¹tìní programu Out-
look Express je vytvoøeno sí»ové spojení s IMAP serverem. Nejprve je ovìøena pøítom-
nost novì pøíchozích, zpráv ve v¹ech elektronických schránkách, které jsou tímto pro-
gramem evidovány. Seznam tìchto schránek je nejspí¹e ulo¾en na lokálním poèítaèi u¾i-
vatele. Bezprostøednì po provedení tohoto kroku je provedeno odhlá¹ení. Tento zpùsob
startu programu není vhodný hned z nìkolika dùvodù. Filozoe protokolu IMAP je odli¹ná.
Protokol IMAP je navr¾en pro práci s po¹tou online. V tomto pøípadì je v¹ak u¾ivatel
po kontrole po¹ty odhlá¹en. Tento charakter práce s elektronickou po¹tou pøipomíná spí¹e
práci prostøednictvím protokolu POP. Pro protokol POP je typická práce s po¹tou oine.
Pravdìpodobnost toho, ¾e bude brzy potøeba znovu vytvoøit spojení s IMAP serverem je v
tomto pøípadì velmi vysoká. Takový pøípad mù¾e nastat napøíklad v okam¾iku, kdy u¾ivatel
zahájí prohlí¾ení doruèené po¹ty. Dal¹ím pøíkladem mù¾e být potøeba programu Outlook
Express zji¹»ovat pøítomnost nových zpráv na IMAP serveru po dobu spou¹tìní programu.
Dal¹í nevýhodou èinnosti programu Outlook Express pøi spu¹tìní mù¾e být nevhodný
zpùsob naèítání schránek. Elektronické schránky jsou toti¾ programem Outlook Express
naèítány nejspí¹e pouze na základì seznamu ulo¾eném na lokálním poèítaèi u¾ivatele. Tento
seznam schránek nemusí být ji¾ dávno platný. Program Outlook Express v¹ak pøi spu¹tìní
seznam tìchto schránek neobnoví automaticky. Obnovením tohoto seznamu by bylo mo¾né
zjistit, zda nebyly na serveru vytvoøeny nové elektronické schránky, které by bylo tøeba
u¾ivateli zobrazit, nebo zda naopak nebyly nìkteré schránky odstranìny. Program Outlook
Express neobnoví tento seznam ani v pøípadì, kdy pøi pøístupu k neexistující schránce
dostává zpìt chybové hlá¹ení serveru o neexistující schránce.
Seznam elektronických schránek je na¹tìstí mo¾né aktualizovat na explicitní ¾ádost
u¾ivatele. Bylo by vhodné provedení tohoto kroku automatizovat bez nutnosti pøímé úèasti
u¾ivatele. U¾ivatel nejspí¹e nebude mít zájem pracovat s neplatným seznamem slo¾ek, které
není mo¾né pou¾ívat. K situaci, kdy je seznam po¹tovních schránek neplatný mù¾e dojít
v okam¾iku, kdy je z nìjakého jiného programu struktura slo¾ek zmìnìna. Takováto situace
mù¾e v protokolu IMAP bì¾nì nastat.
Pøi obnovování seznamu elektronických schránek je programem Outlook Express pos-
tupováno smìrem od koøene hierarchie. V prvním kroku je naèten kompletní seznam v¹ech
úrovní hierarchie pomocí pøíkazu LIST. Poté je pro ka¾dou elektronickou schránku ovìøeno,
zda obsahuje potomky. Toto ovìøování pøítomnosti potomkù je do jisté míry zbyteèné,
proto¾e tyto informace ji¾ byly obdr¾eny pøi výpisu kompletní hierarchie. Program Out-
look Express dále pokraèuje následujícím zpùsobem. Postupné naèítání seznamu se skládá
ze dvou fází. V první fázi je ovìøena existence dané schránky ne serveru pøíkazem LIST.
Ve druhé fázi je v¾dy ovìøena pøítomnost této schránky v seznamu zajímavých schránek
pøíkazem LSUB. Poté, co je seznam v¹ech schránek kompletnì naètený, je mo¾né jej up-
ravit a slo¾ky roztøídit podle zajímavosti na zajímavé a nezajímavé. Zajímavé schránky
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elektronické po¹ty jsou ty, které budou zobrazovány v u¾ivatelském rozhraní. Nezajímavé
elektronické schránky zobrazovány nejsou. O zajímavosti elektronických schránek rozhoduje
u¾ivatel svým nastavením.
Pøi prohlí¾ení obsahu schránek je programem Outlook Express vyu¾íváno více ménì
stále jedno jediné pøipojení k IMAP serveru. Toto pøipojení je vyu¾íváno v pøípadì naèítání
zpráv, pøi manipulaci s pøíznaky zpráv a dal¹ími bì¾nými operacemi protokolu IMAP.
V pøípadì kopírování zprávy do jiné slo¾ky je vytvoøeno nové pøipojení. V rámci tohoto
pøipojení je otevøena stejná elektronická schránka, která je souèasnì otevøena také v pùvod-
ním pøipojení a následnì je provedena kopie. Poté je spojení ukonèeno. Vytvoøení nového
pøipojení pro potøeby provedení kopie zprávy z pohledu protokolu IMAP zbyteèné. Lep¹ím
øe¹ením by mohlo být vyu¾ití ji¾ existujícího pøipojení. Pùvodní pøipojení bylo zachováno
a po provedení kopie je dále vyu¾íváno pro provádìní následujících operací.
Dal¹í pøíklad neefektivního vyu¾ívání protokolu IMAP programem Outlook Express
byl objeven pøi vytváøení nové elektronické schránky. Pro vytvoøení nové elektronické
schránky je vytvoøeno nové pøipojení. Programem Outlook Express není toto pøipojení
dále vyu¾íváno, av¹ak není ani ukonèeno. Po dobu testu bylo toto pøipojení stále otevøené.
V rámci tohoto pøipojení ale nebyly realizovány ¾ádné následné operace. Je tì¾ké odhad-
nout, za jakým úèelem mohlo být toto pøipojení programem Outlook Express udr¾ováno
aktivní. Není jisté, zda by bylo toto pøipojení vùbec nìkdy pozdìji vyu¾ito. Pøi ukonèení
tohoto programu bylo v¹ak toto pøipojení øádnì ukonèeno pøíkazem LOGOUT. Podobný
pøípad nastává také pøi vytváøení nového elektronického dopisu. Pøi mazání zpráv program
Outlook spoléhá na automatické odstranìní zpráv ze serveru pøi zadání pøíkazu LOGOUT.
Pøíkaz EXPUNGE není explicitnì zadáván.
Po spu¹tìní programu Thunderbird je nejprve obnoven seznam existujících schránek
pomocí pøíkazu LIST. Tímto zpùsobem jsou okam¾itì zji¹tìny pøípadné zmìny ve struk-
tuøe elektronických schránek. Pøi procházení elektronických schránek programem Thunder-
bird je pro ka¾dou novì otevøenou schránku vytvoøeno nové pøipojení. Toto pøipojení není
po opu¹tìní schránky ukonèováno. Toto pøipojení je znovu vyu¾ito pøi návratu do schránky
a mohou v nìm být provádìny dal¹í operace. Mezi tyto operace mù¾e patøit napøíklad
kopírování elektronických zpráv, pøiøazování pøíznakù zprávám, vytváøení nových elektro-
nických schránek a podobnì.
V pøípadì, kdy poèet soubì¾nì vytvoøených pøipojení dosáhne urèité hranice, pøes-
tanou být nová pøipojení vytváøena. Program Thunderbird zaène s tìmito pøipojeními
zacházet podobným zpùsobem, jaký byl popsán u programu Outlook Express. V pøípadì
otevøení dal¹í elektronické schránky je k pøístupu k této schránce vyu¾ito ji¾ existující spo-
jení. Elektronická schránka, která byla pùvodnì tímto spojením zpøístupnìna je nyní uza-
vøena a místo ní je otevøena schránka jiná. Poèet soubì¾nì vytvoøených spojení programem
Thunderbird se pohybuje okolo pìti. Tento poèet byl zji¹tìn v prùbìhu testu pozorováním.
Bylo zji¹tìno ¾e program Thunderbird, stejnì jako Outlook Express, dává pøednost
radìji pøíkazùm v kombinaci s unikátními identikátory UID pøed pøíkazy akceptujícími
sekvenèní èísla elektronických zpráv. Pøíkladem mù¾e být ètení elektronických zpráv, nebo
jejich kopírování. Vyu¾ívání pøíkazù v kombinaci s UID s sebou nese výhodu mo¾nosti
adresovat zprávy za v¹ech okolností jednoznaènì. Dal¹í výhodou je mo¾nost identiko-
vat nové zprávy. Tato výhoda nabývá na významu zejména v pøípadì, kdy elektronická
schránka obsahuje mnoho zpráv. Naèítání elektronických zpráv je programem Thunderbird
realizováno následujícím zpùsobem. Nejdøíve je získán struèný seznam v¹ech dostupných
zpráv obsa¾ených v dané elektronické schránce. Pøenesena jsou pouze jejich identikátory
UID a nìkterá dal¹í metadata denovaná v rámci protokolu IMAP. V této fázi je¹tì není
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pøená¹en obsah zprávy. Tento seznam je programem Thunderbird analyzován a porovnán
s ji¾ sta¾enými elektronickými zprávami. Poté jsou naèteny pouze ty zprávy, které nejsou
dosud sta¾eny.
Pozorováním chování programù Outlook Express a Thunderbird bylo zji¹tìno, ¾e ani
jedním z tìchto programù není vyu¾íván pøíkaz CLOSE. Pøíkazem CLOSE je mo¾né uzavøít
otevøenou elektronickou schránku. Elektronické schránky jsou ale automaticky uzavírány
v pøípadì otevøení jiné elektronické schránky, nebo v pøípadì odhlá¹ení u¾ivatele. Pou¾ití
pøíkazu CLOSE by bylo v takových pøípadech zbyteèné.
Mezi nejvíce vyu¾ívané pøíkazy protokolu IMAP mohou být øazeny pøíkazy pro otevøení
elektronické schránky, pøíkazy pro získání informací o elektronické schránce, pøíkazy
pro zmìnu atributù elektronických zpráv a pøíkazy pro sta¾ení zprávy ze serveru a ulo¾ení
nové zprávy na server. Tento výèet je do jisté míry závislý na charakteru u¾ivatelské èin-
nosti. Pro získání prùkaznìj¹ích výsledkù by bylo tøeba provést dlouhodobìj¹í test. Do to-
hoto testu by bylo tøeba zapojit více u¾ivatelù. Tyto statistiky by bylo jistì mo¾né získat
také z logù serverù IMAP nasazených do ostrého provozního prostøedí.
Chování obou programù lze do jisté míry modikovat prostøednictvím nastavení. Lze
napøíklad nastavit ukládání ètených práv na disk. Pøi opakovaném ètení zprávy pak ne-
musí být zpráva znovu naèítána pøímo ze serveru, ale mù¾e být vyu¾ita její kopie ulo¾ená
na lokálním poèítaèi u¾ivatele. Tímto zpùsobem je mo¾né sní¾it zátì¾ pøenosové linky.
5.2 Testování funkènosti knihovny
Testování softwarových produktù má velký význam v prùbìhu jejich vývoje a také
po jejich dokonèení. Testování je velmi u¾iteèné v pøípadì refaktorizace a dodateèných
úprav zdrojového kódu hotového softwarového produktu. Testováním je mo¾né zjistit
spolehlivost, výkonnost, funkènost, kvalitu a dal¹í parametry softwarového produktu.
Testování v prùbìhu vývoje softwaru je souèástí procesu ovìøování a plánování kvality
software. Toto testování je èasto provádìno iteraèním zpùsobem, kdy jsou testy v ka¾dé
iteraci pøizpùsobeny nové verzi výsledného softwarového produktu.
Pomocí testování softwaru není mo¾né zajistit naprostou bezchybnost systému z toho
dùvodu, ¾e nelze reálnì nasimulovat nekoneèné mno¾ství vstupních hodnot a následnì zkon-
trolovat nekoneèné mno¾ství hodnot výstupních. Ani otestování v¹ech mo¾ných cest pro-
gramem není vìt¹inou reálné. Testování je velmi efektivní zpùsob, jak ukázat pøítomnost
chyb, není ale mo¾né tak dokazovat jejich nepøítomnost. Absenci chyb mù¾e ukázat jen
formální dùkaz, co¾ ale kvùli své nároènosti není v praxi pou¾itelná metoda. Zdroj [38].
Testy softwaru lze podle jejich charakteru rozdìlit do rùzných skupin podle nìkolika
hledisek. Prvním rozdìlením mù¾e být rozdìlení na statické a dynamické testování. Stat-
ické testování nevy¾aduje bìh softwaru, proto je mo¾né jej zaèít je¹tì pøed vytvoøením
prvního spustitelného prototypu. Výsledkem tohoto testu mù¾e být zpøesnìní odhadù èasové
nároènosti vývoje softwarového produktu. K dynamickému testování je tøeba mít k dispozici
spustitelnou podobu testovaného programu.
Dal¹ím z mo¾ných rozdìlení testù mù¾e být rozdìlení na testovací pøístupy èerné a bílé
skøíòky. Pøi testování pøístupem èerné skøíòky je test sestaven bez znalosti vnitøní imple-
mentace testovaného programu. Motivací tohoto testu je otestovat chování programu vzh-
ledem k vnìj¹ímu prostøedí. Naopak testování na základì pøístupu bílé skøíòky je zalo¾eno
na znalosti zdrojového kódu testovaného programu. Test je sestaven právì na základì této
znalosti. Pøi testování tímto pøístupem je mo¾né zkoumat vnitøní chování a stavy programu.
To v pøípadì testování èerné skøíòky nebylo mo¾né.
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Na rozhraní mezi tìmito dvìma krajními pøístupy k testování je mo¾né si pøedstavit
tøetí testovací pøístup zvaný ¹edá skøíòka. Testování metodou ¹edé skøíòky je mo¾né pou¾ít
v pøípadì, kdy není znám kompletní zdrojový kód, nebo je napøíklad znalost vnitøní struk-
tury programu omezena pouze na znalost pou¾itých matematických principù pou¾itých
v programu.
Dal¹ím pøístupem k testování jsou testy prùchodu a testy selhání. Testy prùchodu jsou
typické v poèátcích vývoje softwarového produktu. Úkolem tìchto testù je ovìøit základní
funkce a hlavní pøípady pou¾ití vyvíjeného produktu. Testy selhání jsou naopak zamìøeny
na odhalení chyb v programu. Tyto testy jsou èastìj¹í v pozdìj¹ích iteracích vývoje soft-
ware. V pozdních iteracích vývoje jsou ji¾ pøípady pou¾ití stabilizovány a úspì¹ný prùchod
scénáøem od zaèátku do konce je pova¾ován za samozøejmost. Úkolem testù selhání je nalézt
pøípady, kdy program sel¾e. Pøi vytváøení takového testu je tøeba mít k dispozici znaènou
dávku intuice a kreativity pro vytvoøení dostateènì komplexního testu.
Jednou z metod testování selhání je metoda procházka po okraji. Tato metoda se za-
mìøuje na testování hranièních hodnot. Metoda procházka po okraji vychází ze znalosti
mezní hodnoty. Tato mezní hodnota udává, kdy budou vstupy programu pøijaty a kdy
odmítnuty. Pøi tomto testu jsou voleny takové hodnoty, aby bylo dosa¾eno hranièní hod-
noty, nebo hodnot blízké hranièní hodnotì. Touto metodikou je mo¾né ovìøit, zda skuteènì
v¹echny hodnoty pøed hranièní hodnotou budou pøijaty a zda v¹echny hodnoty za hranièní
hodnotou budou odmítnuty.
Testování je mo¾né provádìt manuální, nebo automatizovanou cestou. Manuální
testování je provádìno interaktivnì s èlovìkem. Automatizované testování je provádìno
stroji. Manuální testování má hojné zastoupení v novì vzniklých, nebo neobvyklých, málo
èastých pøípadech. Automatizované testy jsou vyu¾ívány v pøípadech, které se èasto opakují.
Automatizované testy je vhodné pou¾ít také v pøípadech, kdy je generováno velké mno¾ství
hodnot, nebo pøi zátì¾ových testech. Zdroj [38].
Pro ovìøení funkènosti knihovny IMAP byl zvolen test s vyu¾itím IMAP Proxy serveru
v kombinaci s reálným IMAP serverem. Prùbìh testu je denován ve speciálnì vytvoøeném
klientském programu pro správu elektronické po¹ty. Tento klientský program byl vytvoøen
pouze pro úèely tohoto testu. Tento testovací klientský program vyu¾ívá pro pøístup k pro-
tokolu IMAP testovanou knihovnu IMAP. K tomuto úèelu by bylo samozøejmì mo¾né vyu¾ít
i kteroukoliv jinou knihovnu klientské èásti protokolu IMAP. Tento zpùsob testování byl
zvolen z dùvodu, ¾e takovým zpùsobem je mo¾né ovìøit klientskou i serverovou èást kni-
hovny protokolu IMAP zároveò. K provedení testu je vyu¾it pøedvádìcí program IMAP
Proxy, který vyu¾ívá testovanou knihovnu protokolu IMAP. Pøedvádìcí program IMAP
Proxy vyu¾ívá klientskou i serverovou èást knihovny IMAP. IMAP Proxy server je pomocí
své klientské èásti pøipojen k reálnému IMAP serveru.
Dal¹í výhoda tohoto øe¹ení spoèívá v tom, ¾e je tak do testu zapojena ji¾ existující a
odladìná implementace IMAP serveru. Tato skuteènost do testu vná¹í jistou míry záruky
toho, ¾e testovaná knihovna vyhovuje specikaci protokolu IMAP. Kdyby byl test prove-
den pouze pomocí testované knihovny protokolu IMAP, faktor ovìøení specikace protokolu
IMAP existujícím IMAP serverem by v tomto testu chybìl. Výsledky takového testu by pak
mohly prokazovat pouze vzájemnou kompatibilitu rozhraní klientské a serverové èásti kni-
hovny IMAP. Nevýhodou øe¹ení testu s vyu¾itím existující implementace IMAP serveru
mù¾e být potøeba mít k dispozici funkèní IMAP server pro provedení testu. Provedení to-
hoto testu je tím do jisté míry nároènìj¹í v porovnání s testem, který existující implementaci
protokolu IMAP nebere v potaz.
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Vzájemný vztah mezi testovacím skriptem, IMAP Proxy serverem a reálným IMAP
serverem je mo¾né pøiblí¾it obrázkem 5.4. Klientský program obsahuje denici prùbìhu
testu. IMAP Proxy server obsahuje klientskou a serverovou èást knihovny IMAP, její¾
funkènost je testována. IMAP server pøestavuje reálný odladìný IMAP server. Jednotliví







Obrázek 5.4: Vzájemný vztah mezi testovacím skriptem, IMAP Proxy serverem a reálným
IMAP serverem.
Jiným zpùsobem testování knihovny IMAP by mohl být test klientské a serverové èásti
knihovny IMAP nezávisle na sobì. Test klientské èásti knihovny protokolu IMAP by spoèí-
val ve vytvoøení klientského programu pro správu elektronické po¹ty. Tento program by byl
ovládán testovacím skriptem. Testovací skript by simuloval èinnost u¾ivatele. Tento testo-
vací program by mohl být pøipojen k existujícímu IMAP serveru. Na tomto serveru by poté
byl proveden test klientské èásti protokolu IMAP. Test serverové èásti knihovny protokolu
IMAP by mohl být proveden velmi podobným zpùsobem, jako test klientské èásti knihovny
IMAP. Pomocí knihovny IMAP by byl vytvoøen IMAP server a jeho funkènost by byla
ovìøena prostøednictvím klientského programu pro správu elektronické po¹ty. Za tímto
úèelem by mohl být vyu¾it také testovací program pro testování klientské èásti knihovny
IMAP.
Testovací skript je sestaven takovým zpùsobem, aby jím byly provìøeny v¹echny pøíkazy
protokolu IMAP. Pøed vykonáním ka¾dého pøíkazu jsou nastaveny takové podmínky, aby
daný pøíkaz skonèil nejprve úspì¹nì. Poté jsou tyto podmínky zmìnìny takovým zpùsobem,
aby testovaný pøíkaz selhal. Po vykonání pøíkazu jsou ovìøeny persistentní zmìny, které
nastaly v dùsledku vykonání právì testovaného pøíkazu. Napøíklad zmìna, která je prove-
dena pøíkazem, který vytváøí novou elektronickou schránku, je vytvoøení této schránky.
V následném kroku testu je existence této schránky ovìøena.
Tento test zaèíná pøihlá¹ením u¾ivatele. Dále jsou otestovány operace týkající se elektro-
nických po¹tovních schránek. Mezi tyto operace patøí vytváøení, mazání, pøejmenování,
získání informací o elektronické schránce a její otevøení a uzavøení, pøidání schránky do sez-
namu zajímavých schránek a opìtovné vyøazení z tohoto seznamu. Dal¹í èást testu se zabývá
operacemi s elektronickými zprávami. Tyto operace se týkají ukládání zpráv na IMAP
server, mazání, zmìna pøíznakù, kopírování, sta¾ení zprávy ze serveru a vyhledávání. Dále
jsou ovìøeny pøíkazy pro rùznorodé vyu¾ití, mezi které patøí napøíklad pøíkaz pro provedení
údr¾by serveru a pøíkaz No Operation.
Tímto testem je mo¾né ovìøit správnou funkci knihovny protokolu IMAP po prove-
dených zmìnách zdrojového kódu knihovny. V pøípadì, kdy test skonèí neúspìchem, mo-
hou být velmi u¾iteèné záznamy v logu. V log souboru jsou do detailu zachyceny v¹echny
operace protokolu IMAP. Pomocí tìchto informací lze najít a analyzovat vzniklou chybu.




Hlavní pøínos této práce je vytvoøení knihovny implementující protokol IMAP v jazyce
C++. Pøi objektovém návrhu této knihovny bylo vyu¾ito návrhových vzorù. Knihovna
pokrývá klientskou i serverovou èást protokolu IMAP a je zabezpeèena pomocí ¹ifrovací
vrstvy SSL. V textu jsou mimo jiné také popsány protokoly, které jsou v dne¹ní dobì bì¾nì
vyu¾ívány v souvislosti s elektronickou po¹tou (POP, IMAP, SMTP). Souèasný systém
elektronické po¹ty trpí nìkterými problémy týkající se zejména efektivity vyu¾ívání pøipo-
jení mezi klientským programem elektronické po¹ty a po¹tovním serverem. Tyto problémy
jsou øe¹itelné pomocí experimentálního protokolu SMAP. V souvislosti s bezpeèností pro-
tokolù pro elektronickou po¹tu jsou ukázány mo¾nosti univerzálních autentizaèních mecha-
nismù, které jsou v souèasné dobì vyu¾ívány ke zvý¹ení bezpeènosti pøi autentizaci u¾ivatele
v sí»ových prostøedích. Dále byla vìnována pozornost mo¾nostem zabezpeèení sí»ového
pøenosu ¹ifrováním. Toto zabezpeèení se týká ve¹keré komunikace mezi klientským pro-
gramem a serverem elektronické po¹ty zahrnující pøihlá¹ení u¾ivatele, i následnou komu-
nikaci.
Pro ovìøení èinnosti knihovny, která byla vytvoøena, byl vytvoøen pøedvádìcí program
IMAP Proxy. Tímto programem byla analyzována reálná komunikace protokolem IMAP
mezi klientským programem (Outlook a Thunderbird) a IMAP serverem. Knihovna byla
také úspì¹nì otestována speciálním testovacím programem, který ovìøil správnou funkènost
v¹ech pøíkazù, které tato knihovna obsahuje. Zapojení bì¾nì pou¾ívaného IMAP serveru
do testování je do jisté míry zárukou správné funkce knihovny.
Architektura knihovny umo¾òuje zaøazení nových funkcí do protokolu IMAP, které
jsou bì¾nì pøidávány formou rùzných roz¹íøení. Návrh knihovny také umo¾òuje snadno
pøidat podporu zpracování pøíkazù na pozadí, které je protokolem IMAP podporováno.
Vytvoøená knihovna je pou¾itelná jak pro vytváøení klientských po¹tovních programù,
tak pro vytváøení serverù a bude pozdìji vyu¾ita rmou AVG Technologies CZ, pro kterou
byla diplomová práce vypracována.
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Instalace a kongurace knihovny
Boost a knihovny OpenSSL
Prvním krokem v instalaci knihovny Boost je sta¾ení instalaèního souboru. Tento instalá-
tor je pojmenován dle aktuální verze knihovny Boost, napøíklad boost_1_41_setup.exe.
Tento instalátor je k dispozici [5]. Po sta¾ení souboru probìhne bì¾ná instalace. V prùbìhu
instalace je u¾ivatel dotázán na název slo¾ky, do které si pøeje knihovnu Boost umístit.
Spu¹tìním tohoto instalátoru je provedena instalace takzvaných header only libraries, tedy
knihoven, které není tøeba kompilovat. Dále je tøeba pokraèovat pøidáním dal¹ích èástí
knihovny Boost.
Dal¹ím krokem instalace knihovny Boost je kompilace zdrojového kódu èástí knihovny
Boost, které je tøeba zkompilovat. Zdrojové kódy tìchto èástí knihovny Boost jsou ob-
sa¾eny v archivu zip a jsou dostupné [36]. Jméno tohoto archivu je opìt tvoøeno dle ak-
tuální verze knihovny Boost, napøíklad boost_1_41_0.zip. Po sta¾ení tohoto zip archivu
je tøeba jej rozbalit a obsa¾ené zdrojové soubory zkompilovat. Kompilaci sta¾ených zdro-
jových souborù je mo¾né provést pomocí programù obsa¾ených v zip archivu. V zip archivu
se nachází soubor bootstrap.bat, který je tøeba spustit. Programem boostrap.bat je vytvoøen
kompilátor knihovny boost pojmenovaný bjam.exe. Tímto programem je tøeba zdrojové




Doba vykonávání pøíkazu bjam.exe mù¾e být relativnì dlouhá z dùvodu nároènosti kom-
pilace knihovny Boost. Po dokonèení tìchto krokù jsou v adresáøi stage\lib\ vytvoøeny
soubory *.lib. Jedná se o výsledné soubory kompilace knihovny Boost. Je dobré tyto soubory
zkopírovat do instalaèního adresáøe knihovny Boost, napøíklad do adresáøe:
c:\Program Files\boost\boost_1_41\lib\
Následujícím krokem je kongurace vývojového prostøedí Visual Studia. Nejprve je tøeba
v tomto vývojovém prostøedí otevøít soubor IMAPProxy.sln. Otevøením tohoto souboru
je naèten projekt IMAP Proxy spoleènì s knihovnou IMAP. V oknì Solution Explorer
je tøeba vyvolat kontextovou nabídku daného projektu a zvolit polo¾ku Properties. Tímto
krokem je aktivováno okno, ve kterém je mo¾né provést konguraci projektu. Tento krok
je zobrazen na obrázku D.1.
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Obrázek D.1: Visual Studio - Project Properties.
Jako první je tøeba v konguraèním oknì pøidat slo¾ku, ve které se nacházejí hlavièkové
soubory knihovny Boost. Tato slo¾ka se mù¾e nacházet napøíklad v adresáøi:
c:\Program Files\boost\boost_1_41\
V konguraèním oknì je mo¾né tuto polo¾ku nalézt v následující sekci. Tento krok
naznaèen také obrázkem D.2.
Configuration Properties - C/C++ - General - Additional Include Directories
Obrázek D.2: Visual Studio - Additional Include Directories.
Dále je tøeba zmìnit nastavení zpùsobu pou¾ití pøedkompilovaných hlavièek. Nastavení
zpùsobu pou¾ití pøedkompilovaných hlavièek je mo¾né provést v následující èásti kong-
uraèního okna. Tento krok je zobrazen na obrázku D.3. V této sekci konguraèního okna
je tøeba nastavit hodnotu "Not Using Precompiled Headers". Toto nastavení øíká, ¾e pøed-
kompilované hlavièky nebudou vyu¾ívány.
Configuration Properties - C/C++ - Precompiled Headers -
- Create/Use Precompiled Headers
Následujícím krokem je zmìna nastavení linkeru. Nastavení linkeru je mo¾né nalézt
v konguraèním oknì v následující èásti. Tento krok je zobrazen na obrázku D.4.
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Obrázek D.3: Visual Studio - Precompiled Headers.
Configuration Properties - Linker - General - Additional Library Directories
Obrázek D.4: Visual Studio - Additional Library Directories.
V této èásti je tøeba pøidat slo¾ku, která obsahuje zkompilované soubory .lib knihovny
Boost. Touto slo¾kou mù¾e být napøíklad slo¾ka
c:\Program Files\boost\boost_1_34_1\lib\
Po provedení v¹ech krokù je do Visual Studia pøidána podpora knihovny Boost.
Zdroj [4].
Postup instalace knihovny OpenSSL je velmi podobný postupu instalace knihovny
Boost. Prvním krokem této instalace mù¾e být sta¾ení instalaèního balíèku knihovny
OpenSSL. Spustitelný instalaèní exe soubor je dostupný [41]. Tento soubor je pojmen-
ován podle aktuální verze knihovny, napøíklad Win32OpenSSL-0_9_8l.exe. Je mo¾né,
¾e k nainstalování tohoto balíèku bude tøeba doinstalovat také balíèek Visual C++
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2008 Redistributables. Balíèek Visual C++ 2008 Redistributables je mo¾né získat [41].
Jméno instalaèního souboru, ve kterém se Visual C++ 2008 Redistributables nachází
je vcredist_x86.exe. Poté, co jsou potøebné balíèky knihovny OpenSSL nainstalovány,
je mo¾né pøidat podporu knihovny OpenSSL do vývojového prostøedí Visual Studia.
Ve Visual Studiu je tøeba pøidat nejprve hlavièkové soubory knihovny OpenSSL. Tento
krok je mo¾né provést v konguraèním oknì projektu, podobnì jako pøi konguraci kni-
hovny Boost, v následující sekci. Tento krok je zobrazen a obrázku D.5. V této sekci
je tøeba pøidat adresáø, ve kterém se nacházejí hlavièkové soubory knihovny OpenSSL.
Takový adresáø mù¾e být napøíklad adresáø
C:\Program Files\OpenSSL\include\
Configuration Properties - C/C++ - General - Additional Include Directories
Obrázek D.5: Visual Studio - Additional Include Directories.
Dále je tøeba zkongurovat linker. Tento krok je mo¾né provést v konguraèním oknì
projektu v následující sekci. Tento krok je zobrazen na obrázku LinkerGeneralOpenssl.
V této sekci je tøeba pøidat adresáø, ve kterém se nacházejí zkompilované soubory knihovny
OpenSSL, napøíklad adresáø
C:\Program Files\OpenSSL\lib\
Configuration Properties - Linker - General - Additional Library Directories
Následnì je tøeba upravit následující sekci. Tento krok je zobrazen na obrázku D.7.
V této sekci je tøeba zadat jména souborù knihovny OpenSSL. Tato jména jsou
libeay32.lib ssleay32.lib
Configuration Properties - Linker - Input - Additional Dependencies
Po dokonèení v¹ech krokù je mo¾né ji¾ spustit pøeklad projektu. Tímto krokem bude
pøelo¾ena knihovna protokolu IMAP a pøedvádìcí program IMAP Proxy. V¹echny soubory
potøebné k instalaci knihovny Boost a knihovny OpenSSL jsou pøilo¾eny na pøilo¾eném
DVD. Zdrojové kódy knihovny Boost a pøedvádìcího programu IMAP Proxy jsou také
pøilo¾eny na pøilo¾eném DVD.
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Obrázek D.6: Visual Studio - Additional Library Directories.




 Zdrojové kódy knihovny IMAP.
 Zdrojové kódy pøedvádìcího programu IMAP Proxy.
 Knihovna Boost.
{ boost_1_41_setup.exe
{ boost_1_41_0.zip
 Knihovna OpenSSL.
{ vcredist_x86.exe
{ Win32OpenSSL-0_9_8l.exe
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