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Tato práce pojednává o vytvoření informačního systému pro správu softwarových licencí. 
Zadavatelem je společnost Codasip zabývající se výrobou procesorů a s tím souvisejících 
softwarových nástrojů. Tato firma již disponovala webovým portálem a systém pro správu licencí je 
jeho rozšiřujícím modulem. Proto jsou zdrojové kódy projektu vytvořeny, stejně jako originální 
webové rozhraní, v jazyce PHP s použitím Nette frameworku. 
Dále je zde také popsána technologie licencování softwaru LM-X a její nasazení v konkurenčním 
řešení. Právě specifikace produktu od firmy X-Formation společně s požadavky Codasipu poskytují 
fundamentální základy pro návrh licenčního systému. 






This work treats the creation of an information system for software license management. The ordering 
company is Codasip, which deals with processor manufacturing and creation of related software tools. 
This company has been using its web portal and license management system is its expanding module. 
That is why the source code of the project is written, as well as the original web interface, in PHP 
language, using the Nette Framework. 
Moreover there is the LM-X technology of software licensing described here and so the deployment 
in a rival solution. The specifications of the product by X-Formation and Codasip‘s requirements are 
setting the basics for license system design. 
The design itself and the description of the implemenation according to MVP design pattern, are part 
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Zadavatelem projektu je firma Codasip, která se zabývá výrobou aplikačně specifických 
procesorů a obvodů (application specific instruction set and system on a chip). Codasip také 
poskytuje softwarové nástroje pro vývoj, jako je například Codasip Studio. 
Je pochopitelné, že úspěšná společnost potřebuje mít plnou kontrolu nad tím, komu a na jak 
dlouho svůj software pronajímá. Slouží k tomu poskytování uživatelských licencí. Samotná licence 
ale nevynucuje její dodržování, proto existují specializované programové prostředky. S rostoucím 
počtem klientů a externích spolupracovníků, zvláště z univerzitních řad, se zvyšuje potřeba celý 
proces licencování zautomatizovat. 
Po několika dočasných řešeních Codasip inicioval vznik konečného systému pro správu licencí. 
1.1 Vymezení pojmů 
Softwarová licence je v informatice dle definice právní nástroj umožňující používat nebo 
redistribuovat software, který je chráněn zákonem. V České republice, tedy v našem případě, se jedná 
o Autorský zákon. 
V této práci budeme však pojmu „licence“ rozumět trochu jinak. Termín licence pro nás bude 
znamenat softwarový nástroj či část programového vybavení, kterým se zajišťuje dodržování 
podmínek stanovených licenční smlouvou mezi zákazníkem a prodejcem softwaru. 
1.2 Historie softwarového licencování 
Pro zajímavost pár slovy uvedu úryvek z historie této problematiky. Zajímavý je například 
dřívější pohled na software jako majetek. 
V dobách zhruba do roku 1980 byly počítače prodávány tak, že do nich při koupi byl nahrán 
software přímo výrobcem hardwaru. V USA Firma Digidyne začala po zmíněném roce prosazovat 
spolupráci svého hardwaru s operačním systémem vyrobeným korporací Data General. Ta se 
samozřejmě chtěla bránit a neposkytovat Digidyne licenci posilněna autorským právem. Digidyne 
však spoléhala na fakt, že inkriminované programové vybavení bylo finančně ohodnoceno nulou 
dolarů. Spor vyústil v soudní při v roce 1985 a díky silné nejednoznačnosti výkladu tehdejších zákonů 
týkajících se této problematiky v podstatě spustil revoluci v nahlížení na software jako na majetek a 
jeho licencování. 
V dnešní době již nejsou problémy mezi výrobci tak zvučné (pomineme-li patentové války). 
Problematika licencování se přesunula na pole nelegálního kopírování a distribuce přímo uživateli. 




2 Cíle projektu 
Aby firma Codasip nemusela platit paušální poplatky za již existující komerční systém, nechala 
si zhotovit vlastní řešení. Toto je navíc ušito na míru jejím potřebám a do budoucna snadno 
rozšiřitelné o další požadované funkce. 
2.1 Zadání 
Hlavním cílem je vytvoření informačního systému pro správu licencí. Tento systém bude 
programovým prostředkem zjednodušujícím komunikaci zákazníka s prodejcem softwaru. 
Na straně zákaznické se bude jednat o objednávání a stahování licencí. Na straně správcovské 
pak o celkové utváření a poskytování licenčního repertoáru a usnadnění individualizace zakázek. 
 
2.2 Explicitní požadavky 
Informační systém pro správu licencí vzniká jako modul k již existujícímu systému, který 
eviduje zákazníky a zaměstnance firmy Codasip. Tento systém je vyvíjen v rámci výzkumné skupiny 
Lissom, která s Codasipem úzce spolupracuje. Hlavním vývojářem informačního systému je Ing. 
Radek Burget Ph.D., který spoludefinoval požadavky na funkčnost výsledné soustavy. 
Výčet základních funkčních požadavků: 
 Nosič licence je speciální soubor v předepsaném tvaru (dále jen licenční soubor) 
 Komunikace s uživatelem probíhá v anglickém jazyce 
 Uživatel odešle objednávku licence a tím dá vědět administrátorovi 
 Uživateli je k dispozici evidence jeho objednávek a přiznaných licencí 
 Uživatel má vždy přístup k licenčnímu souboru jemu přiznané licence 
 Administrátor si může zobrazit všechny objednávky a licence 
 Administrátor může upravovat vlastnosti objednávek a licencí 
 Administrátor může generovat licence (za účasti externího generátoru) z objednávek  
 Administrátor má přístup k licenčním souborům tak jako k XML předpisům 
 Administrátor může určit vlastnosti objednávky na základě předpřipravených šablon 
 Administrátor může určit vlastnosti šablon pro definici objednávky 
2.3 Požadavky plynoucí z vývojového prostředí 
Jak jsem již zmínil, správa licencí je navrhována jako rozšířená funkcionalita existujícího 
systému. Tento je umístěn na internetových stránkách www.codasip.com a je tudíž řešen jako webová 
aplikace. HTTP komunikaci zajišťuje aplikace HTTPD z balíčku Apache 2,1. Tato webová služba je 
spárována s interpretem jazyka PHP, v jehož verzi 5,2 je celý systém včetně licenčního modulu 
napsán. Jako databázový systém je použit produkt MySQL. 







3.1 Licencování softwaru 
Licencování softwaru má mnoho podob a v současné době existuje spousta mechanizmů od 
různých firem. Mezi jednodušší patří například ExeSecure a mezi komplexnější pak RLM. 
Codasip využívá k chránění svých aplikací licence ve formátu LM-X. Ve své práci se tedy 
budu zabývat jím a žádným jiným. 
3.1.1 LM-X 
LM-X umožňuje tři druhy ověřování licence: 
 Trial – určeno pro zkušební období, nevyžaduje žádnou aktivitu koncového zákazníka, 
jelikož je potřebný mechanizmus celý zabudován ve chráněné aplikaci 
 Standalone – nebo také Node-Locked – licenční soubor musí být nainstalován na 
stanici, kde je chráněný software používán 
 Network – nebo také Floating-Server – licenční soubor musí být nainstalován na 
serveru zákazníka, se kterým jsou pracovní stanice ve spojení 
Produkty firmy Codasip nejsou nabízeny na zkušební dobu, proto se této variantě nebudu 
věnovat.  
3.1.2 Standalone 
Způsob, kdy je licenční soubor nainstalován na pracovní stanici, vyžaduje po výrobci úpravu 
chráněného softwaru. Ten musí být schopen nalézt licenční soubor. Takto modifikovaný program pak 
hledá svůj licenční soubor na adrese, kterou má vnitřně nastavenu (nejvyšší priorita), nebo která je 
nastavena v proměnných prostředí operačního systému. Názvy těchto proměnných jsou 
<výrobce1>_LICENSE_PATH či obecnější z dvojice LMX_LICENSE_PATH (nejnižší priorita). 
Využívání těchto proměnných je podmíněno jejich nastavením na pracovní stanici. Jako adresa se dá 
použít cesta přímo k licenčnímu souboru nebo jen ke složce, kde se tento nachází. 
Když není platný licenční soubor nalezen, chráněná aplikace není aktivována (většinou je 
nefunkční a oznámí nastalou situaci). 
Na obrázku 3.1 je vidět spolupráce přidané části programu se zbytkem ověřovacího systému. 
1 - <výrobce1> by byl název výrobce, který je uveden v licenčním souboru. 
 
 





Ověřování licence typem network vyžaduje, stejně jako v případě standalone, úpravu 
chráněného programu. Licenční modul, o který bude software obohacen, se již ale nestará o hledání 
licenčního souboru, ale o hledání serveru. Na tomto serveru se pro aktivaci licencovaného programu 
musí nacházet jak platný licenční soubor, tak aplikace, která jeho přítomnost ověřuje. Chráněný 
program tedy vystupuje v roli klienta, který si po svém zapnutí vyžádá informace o licenčním 
souboru od svého serverového protějšku. Komunikace probíhá nad protokolem TCP/IP. 
Rozdíl je samozřejmě také v nastavení adres na pracovních stanicích. Oproti standalone, kde se 
vnitřní proměnné či proměnné operačního systému plnily cestami v souborovém systému, je u 
ověřování typem network adresou myšlena adresa URL a případně číslo portu, na kterém serverová 
aplikace běží. Cesta k souboru se tedy vyplňuje v proměnných operačního systému serveru. 
 
 
Obrázek 3.2: Topologie ověřovacího systému v případě network 
 
3.1.4 Licenční soubor 
Licenční soubor obsahuje data, která určují jakým způsobem a jak dlouho bude moci být 
chráněný software používán. V licenčním souboru se odráží smluvní tedy licenční podmínky o 
používání zabezpečeného programu. Skládá se z nenulového počtu rysů (features). Rysy mají atributy 





VENDOR = VENDOR1 
VERSION = 1.5 
END = 2008-01-01 





Rys v případě filosofe Codasipu popisuje softwarový produkt. Na příkladu by se tedy jednalo o 
produkt f1 ve verzi 1,5 od výrobce VENDOR1. Platnost licence by pro tento konkrétní produkt 
vypršela s příchodem roku 2008. 
Rysů může být v licenčním souboru více. Znamená to, že jeden soubor může určovat podmínky 
používání více produktů. 
Licenční soubor vzniká jeho generováním ve speciálním programu. Generátoru se musí 
předložit šablona licence ve formátu XML. Ve výsledném licenčním souboru je také zakódován 
kontrolní součet jako ochrana proti podvržení údajů. 
3.1.5 XML předpis 
Předpis ve formátu XML slouží jako šablona pro generátor licenčních souborů. Jeho struktura 
je následující: 
3.1.5.1 LICENSEFILE 
Kořenová značka souboru je LICENSEFILE. Má volitelné atributy CONFIGFILE, 
OUTPUTFILE a COMMENT. CONFIGFILE určuje cestu ke konfiguračnímu souboru generátoru. 
OUTPUTFILE udává název vygenerovaného licenčního souboru. Do atributu COMMENT se vkládá 
komentář k licenci. Značka LICENSEFILE, která obsahuje jen atribut COMMENT může být 
v dokumentu libovolně opakována. 
3.1.5.2 FEATURE 
Uvnitř kořenového uzlu LICENSEFILE může být libovolný nenulový počet značek 
FEATURE, která odpovídá rysu – tedy v našem případě produktu. Tato značka má povinnou 
vlastnost NAME, která vypovídá o názvu rysu. Uvnitř uzlu FEATURE se může vyskytovat libovolný 
počet značek SETTING. 
3.1.5.3 SETTING 
Název povinného atributu koresponduje až na výjimky s atributem rysu. Jejich výčet je zde: 
 
 MAJOR_VERSION – celá část čísla verze (0 až 9999) 
 MINOR_VERSION – desetinná část čísla verze 
 LICENSEE – jméno firmy nebo zákazníka 
 START – datum dne, ve kterém začíná platit licence (YYYY-MM-DD) 
 END – datum posledního dne platnosti licence (YYYY-MM-DD) 
 MAINTENANCE_START – datum, na které je plánován začátek údržby 
(YYYY-MM-DD) 
 MAINTENANCE_END – datum, na které je plánován konec údržby 
(YYYY-MM-DD) 
 ISSUED – datum vytvoření licence (YYYY-MM-DD) 
 SN – explicitně zvolené sériové číslo 
 DATA – doplňující informace 
 COMMENT – komentář k rysu 
 OPTIONS – přídatné volby k licenci 
 PLATFORMS – název platformy (i více), na kterou je licence omezena (není 
využíváno firmou Codasip) 
 COUNT – počet licencí typu network, které můžou být aktivní zároveň (1 až 
2147483647 nebo UNLIMITED pro neomezený počet, který ale nebude podporován) 
 TOKEN_DEPENDENCY – odkaz na skutečnou licenci, na kterou je vázána token 
licence (není využíváno firmou Codasip) 
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 SOFTLIMIT – počet přetížených licencí (jen při určení COUNT; 0 až COUNT) 
 HAL_SERVERS – nabývá jen hodnoty 3 a oznamuje použití technologie pro 
rozšířenou dostupnost serverů (High Availability Servers) 
 BORROW – počet hodin, po jaký smí být vypůjčená licence používána (1 až 8760) 
 GRACE – počet hodin, po jaký smí být používána licence typu grace (1 až 168) 
 HOLD – počet minut, který se čeká, než je licence přihlášena (1 až 1440) 
 USERBASED – počet licencí, které jsou rezervovány pro pojmenované uživatele (1 až 
2147483647 nebo ALL pro všechny), (není využíváno firmou Codasip) 
 HOSTBASED – počet licencí, které jsou rezervovány pro pojmenované stanice (1 až 
2147483647 nebo ALL pro všechny), (není využíváno firmou Codasip) 
 TIME_ZONES – povolená časová pásma vztažená ke GMT (-12 až 13), (není 
využíváno firmou Codasip) 
 SHARE – typ sdílení licencí (HOST, USER, CUSTOM, TERMINALSERVER, 
VIRTUAL) 
 SYSTEMCLOCKCHECK – povoluje kontrolu systémových hodin (TRUE, FALSE) 
 HOSTID_MATCH_RATE – nutná shoda identifikační hodnoty stanice v procentech 
 
Rozdíl položek typu SETTING a atributů rysu produktu v licenčním souboru je například to, že 
v licenčním souboru se vyskytuje jedna položka pro verzi (celé číslo s desetinnou částí) a že zde 
přibývá automaticky doplněný atribut VENDOR tedy výrobce. 
3.1.5.4 HOSTID 
K rysům se také vztahují identifikační hodnoty stanice (takzvaná HOST ID), jejichž názvy 
značek jsou buď SERVER_HOSTID nebo CLIENT_HOSTID. Značka SERVER_HOSTID zajistí, že 
se bude ověřovat identita počítače, který plní úlohu serveru v network ověřování. CLIENT_HOSTID 
pak zase vede k ověřování pracovní stanice. Oba tyto uzly obsahují nenulový počet značek SETTING 
s jedním z těchto atributů: ETHERNET (identifikace podle MAC adresy), IPADDRESS (podle IP 
adresy). Další atributy jako CUSTOM, HOSTNAME, USERNAME,DONGLE_HASPHL, 
HARDDISK, LONG, BIOS, WIN_PRODUCT_ID nejsou v projektu využity. Codasip ale zvolil 
politiku jednotných identifikačních hodnot stanic pro celý licenční soubor, takže všechny rysy musí 
mít stejný obsah v části, kde se tyto hodnoty definují. 





Následující ukázka XML licenční šablony by po předložení generátoru zapříčinila vznik 
licenčního souboru s názvem „license.lic“ za konfigurace definované v souboru „myconfig.lmx“. 
Produkt f2 by byl aktivní od 8. 5. 2011 do 8. 5. 2012 jen na počítači s uvedenou MAC adresou. 
Produkt f1 ve verzi 1.5 by byl aktivní od 8. 5. 2011 do 1. 1. 2020 jen na počítači s uvedenou MAC 
adresou. 
 
<LICENSEFILE CONFIGFILE="myconfig.lmx" OUTPUTFILE="license.lic"> 
<LICENSEFILE COMMENT="comment of license template"/> 





















Konkurenční řešení, které jsem si zvolil k analýze, je od firmy X-Formation a jeho název je 
License Activation Center (LAC). LAC je informační systém, který byl vytvořen za účelem 
zjednodušit tvorbu a distribuci licencí. Je to online nástroj na rozdíl od svého předchůdce License 
Distribution Service. Ten byl postaven jako tlustý klient a to dokonce jen pro operační systémy 
Windows. 
LAC je aplikace, která je určena ne jen pro množinu zákazníků, ale i pro množinu různých 
výrobců. Jak zákazník, tak výrobce je v systému v roli uživatele a nikoliv správce. Z praktických 
důvodů začnu popisem modulu pro výrobce. 
3.2.1 Výrobce 
V této podkapitole popíši LAC tak, jak se jeví z pohledu výrobce, tedy poskytovatele licencí. 
Podkapitoly souvisí s rozdělením uživatelského rozhraní. 
3.2.1.1 Dashboard 
Výrobce, tedy poskytovatel licence, se přihlásí do systému a první obrazovka, která se mu 
naskytne je tzv. dashboard, tedy něco jako přehledová tabule. Dashboard je rozdělen na čtyři okna. 
V prvním jsou licence, které byly aktivovány v posledních třiceti dnech. (Pozor, aktivováním je 
myšleno povolení uživateli licenci si stáhnout, což není totéž jako platnost licence.) Druhé okno 
nabízí přehled licencí, kterým během následujících třiceti dní vyprší platnost. Další okno uvádí dosud 
neaktivní licence. V posledním se nachází výčet již expirovaných licencí. Z této části systému je cítit 
velká orientace na období platnosti licencí, která vzhledem k samotné správě není až tak důležitou. 
Toto tvrzení opírám o fakt, že platnost licence je řízena automaticky, tudíž pro výrobce (na rozdíl od 
aktivnosti licence) nemá tak významnou informační hodnotu. 
 
 






Další políčko v hlavní nabídce se týká produktů. Po kliknutí na něj se objeví seznam již 
definovaných výrobků určených k licencování. Při vytváření nového záznamu má výrobce možnost 
zvolit z výčtu generátorů. Dále k produktu může přiřadit rysy (features). Kvůli vzájemné 
kompatibilitě různých generátorů je možné u rysu nastavit jen nejobecnější vlastnosti a ty specifičtější 
uvést jen do doplňujících nastavení (na obrázku 3.2.1.2 additional settings). To sice podtrhuje 
důležitost přítomných šablon, ale na druhou stranu to od výrobce vyžaduje vyšší míru zasvěcenosti do 
problematiky tvorby licencí. Do šablon si výrobce smí uložit typ licence (zda standalone či network), 
omezující nastavení pro identifikační hodnoty stanic a zajisté rysy. Šablony se využívají pro 
přednastavení nově vytvářených licencí, které se posléze doupravují. LAC slouží velice širokému 
okruhu výrobců, tudíž je nutností podporovat i různé generátory. V mém projektu si můžu dovolit být 
konkrétnější a specializovat nastavování atributů rysů pro formát LM-X. 
 
 
Obrázek 3.2.1.2.1: Produkty a editace rysů u šablony 
 
3.2.1.3 Zákazníci 
V LAC si výrobce udržuje seznam svých zákazníků. Na jednu stranu tím získává přehled 
klientů, kteří licencování opravdu využívají. Na druhou stranu to ve spoustě případech vyžaduje větší 
režii při vlastní správě zákazníků. 
3.2.1.4 Licence 
Nejdůležitější částí je samozřejmě přehled všech licencí daného výrobce. Vlastně se jedná jen o 
jejich objednávky, které se jako vlastní licence projeví u zákazníka a to až po aktivaci. Na obrázku 
3.2.1.3 si povšimněme hlavně sloupce Activation key, jehož význam vysvětlím při popisu sekce 
zákazníka. Při tvorbě nové licence si výrobce vybere ze seznamu cílového zákazníka a produkt. 
Vybere si také šablonu, ze které se bude vycházet při dalším nastavování. To zahrnuje identifikační 






Obrázek 3.2.1.4.1: Licence a tvorba jejich objednávek 
 
3.2.1.5 Administrace 
Poslední obrazovka je věnována zbylým volbám. Zde se například nastavují vlastnosti 
licenčních generátorů. Výrobce má dokonce možnost dodat svůj vlastní spustitelný soubor. 
3.2.2 Zákazník 
LAC se snaží minimalizovat kontakt se zákazníky daného výrobce. Zákazník se dokonce ani 
nemusí autentizovat. Od výrobce obdrží, například elektronickou poštou, již zmíněný activation key – 
aktivační klíč, který zadá na začátku používání LAC (v jiné části stejného formuláře pro autentizaci 
výrobce). Klíč je unikátní pro každou licenční objednávku. Díky němu se zákazník v systému dostane 
do části, ve které může svou licenci aktivovat. Výrobce může po zákazníkovi vyžadovat, aby zadal 
jedno nebo více identifikačních hodnot stanic, se kterými bude licence vzpjata. Zákazník v tom 
případě nemůže licenci aktivovat, dokut tak neučiní. 




3.3 Vývojové nástroje 
V této části práce bych se rád zaměřil na PHP framework, který při implementaci využívám. 
Nette pochází z dílny českého vývojáře Davida Grudla, ale opírá se i o nejrozšířenější komunitu PHP 
vývojářů v České republice. 
Dle mého názoru je jeho největší předností usnadnění, či chcete-li, odstínění práce kolem 
zabezpečení webových aplikací. Mezi nejznámější útoky, před kterými Nette chrání, patří: 
 Cross-site Scripting – zneužití generovaného výstupu – například javascriptový kód, 
kterým je naplněna proměnná jména uživatele, se při výpisu na stránku spustí běžným 
způsobem 
 Cross-site Reques Forgery – uživatel je naveden na stránku, která napadne webovou 
aplikaci, v níž je přihlášen 
 URL attack – obcházení kontroly formulářových vstupů jejich zápisem přímo do 
URL, která vede na konečnou akci formuláře 
 Session stealing – je odcizen klíč k sezení, které udržuje uživatele přihlášeného 
 Atd. 
Dalším obrovským přínosem je dodržování návrhového vzoru Model View Presenter (MVP). 
MVP je určen výhradně pro aplikace s uživatelským rozhraním, vznikl kolem roku 1990 úpravou 
vzoru Model View Controller. Rozděluje celý program na tři komunikující vrstvy: V modelu se 
uchovává logika aplikace, tedy funkce, které s uživatelským rozhraním až tak nesouvisí. Ve vrstvě 
presenterů se zpracovává uživatelský vstup a generuje hrubý výstup. Ten je konečně v části s názvem 
view stylován. Například pomocí šablonovacího systému Latte, jako tomu je v Nette. Díky MVP a 
propracované objektové stavbě Nette podporuje přehlednost kódu a dobré programovací návyky. 
Rozšiřitelnost frameworku je u Nette díky již zmíněné rozsáhlé komunitě vývojářů velice 
znatelná. Na oficiálních stránkách (http://www.nette.org) je možno stahovat nejrůznější doplňky a 
komponenty pro pohodlnější vytváření často se vyskytujících konstrukcí. 
Nette disponuje pokročilými ladícími nástroji, svou rychlostí patří k těm nejlepším 
frameworkům a samozřejmě podporuje moderní technologie v čele s Ajaxem (Ajajem), Search engine 
optimization a cool URL, které uvítají pro změnu uživatelé. 
Na závěr této kapitoly bych si rád postěžoval na to, že informační systém Codasipu je 
interpretován programem PHP ve verzi 5.2, což trochu omezuje pohodlí s nímž se v Nette pracuje. 
Jako příklad uvedu nepřítomnost takzvaných lambda (anonymních) funkcí, které se hojně využívají 





V kapitole návrhu zmíním hlavně případy užití a diagram vztahů entit s odpovídajícími popisy. 
Zbylé detaily, které se týkají především uživatelského rozhraní, popíši v kapitole o implementaci. 
4.1 Případy užití 
Nejprve rozeberu případy užití. V systému vystupují dva účastníci: administrátor a zákazník. 
4.1.1 Administrátor 








Jednotlivé případy užití spojím do čtyř skupin. Každá skupina bude odpovídat jedné položce 
v  licenčním kontextovém menu navrhované aplikace. Pořadí je zvoleno na základě životního cyklu 
licence. 
4.1.1.1 Balíčky 
Vstupní podmínka pro tuto skupinu je vybrání vhodné položky v kontextovém menu. Jako 
první se uživateli zjeví odkaz na vytvoření nového a tabulkový výčet již existujících balíčků. U 
každého záznamu se zobrazí odkazy na úpravu a smazání balíčku. 
Po klepnutí na odkaz vedoucí k vytvoření nového balíčku je uživateli nabídnut příslušný 
formulář. Uživatel se může vždy vrátit na stránku s výčtem pomocí odkazu v dolní části. Po odeslání 
formuláře je zobrazena opět stránka s přehledem balíčků. Uživateli je sděleno, že akce skončila 
úspěšně nebo neúspěšně. 
Existující záznamy je možné odstranit klepnutím na patřičný odkaz v pravé části tabulky 
(formát tabulky předvedu v následující kapitole Grafická úprava). Před smazáním je uživatel tázán, 
zda si je jistý svým konáním. Pokud zvolí kladnou odpověď, objeví se zpráva o úspěšnosti či selhání. 
Pro editaci je třeba kliknout na odkaz u zvoleného balíčku. K úpravě se nabídne formulář 
předvyplněný prozatímními hodnotami. Uživatel se opět může kdykoli vrátit zpět bez ovlivnění 
hodnot v databázi. Podobně jako při vytváření se po potvrzení formuláře přesměruje řízení na 
obrazovku, kde je umístěn výčet balíčku. Je zobrazena zpráva o úspěšnosti upravení. 
 
Každá další popisovaná skupina případů užití má stejný vzorec úprav prvků, nad kterými je 
stavěna. Budu proto zmiňovat pouze nuance oproti tomuto vzorci zacházení. 
4.1.1.2 Šablony 
Po úspěšném vytvoření šablony se uživatel nepřenese na původní výčet šablon, ale na stránku, 
kde se upravuje složení rysů. Zobrazí se seznam rysů přiřazených k právě vytvořené šabloně a hned 
pod ním formulář na vytvoření rysu nového. Potvrzením tohoto je přidána nový rys do výčtu a 
uživatel je o této skutečnosti uvědoměn vykreslením zprávy. Výčet je klasický, tedy s 
obvyklými možnostmi editace a mazání jednotlivých záznamů. Mazání rysu probíhá rovnou bez 
potvrzovacího dotazu. Z úpravy složení šablony se uživatel dostane zpět k jejich hlavní stránce 
odkazem umístěným v dolní části pohledu. 
Editace šablony je zcela běžná až na skutečnost, že před formulářem úprav je umístěn odkaz na 
stránku správy jejích rysů. Tato stránka je totožná s tou, která se objeví ihned po vytvoření šablony, 
jen odkaz typu „zpět“ v dolní části zavede uživatele opravdu zpět k úpravě šablony. V editaci nelze 





Životní cyklus objednávky začíná atypicky. Po kliknutí na odkaz, při kterém se běžně 
dostáváme k formuláři přidání nového objektu, se zobrazí hlavní stránka správy uživatelů. Tvůrce 
objednávky je vyzván k výběru jednoho z uživatelů a odkáže se na jeho kartu detailů pomocí výběru 
akce u jeho záznamu. Další krok už je klepnutí na odkaz, který skutečně vede na formulář tvorby 
nové zakázky. Odesláním tohoto se uživatel dostane zpět na základní stránku objednávek. 
Úpravová obrazovka objednávky obsahuje na začátku odkaz na správu rysů, se kterými se zde 
manipuluje stejně jako v případě šablony, s jedním rozdílem. Z objednávky je možné vygenerovat 
zpětně šablonu. To znamená, že si zde uživatel může zobrazit neúplný formulář vytvoření šablony 
s tím, že se zbylé údaje překopírují z objednávky spolu s přiřazenými rysy. Další odkaz z editace 
objednávky míří na stránku, kde probíhá správa průkazů. Opět se dá hovořit o klasických možnostech 
manipulace – tedy výpis seznamu souvisejících průkazů, jejich vytváření, mazání a editace. 
Důležitým bodem je zde ještě přítomnost formuláře aplikace šablony. Objednávce nelze pozměňovat 
tvůrce, vlastnícího zákazníka a samozřejmě ani datum vzniku. 
Další akcí spojenou s položkou seznamu objednávek je zobrazení detailního pohledu. V něm 
jsou strukturovány atributy objednávky do úhlednější podoby Výpis vlastníka licence (zákazníka, 
kterému licence patří) slouží jako odkaz na stránku detailu uživatele. Administrátor má také možnost 
stáhnout si XML předpis k licenčnímu souboru, pokud je objednávka validní. Pokud ne, uživateli je 
zobrazeno patřičné hlášení. Je zde také seznam licencí, které již byly z objednávky vygenerované. 
Samozřejmostí je odkaz zpět na přehledovou stranu objednávek. 
4.1.1.4 Licence 
Licence se vytváří v závislosti na objednávce. Je proto vhodné je vytvářet tam, kde máme o 
objednávce vypsány bližší údaje a to splňuje její detailní náhled. V něm se ještě před výpisem 
přidružených licencí nachází odkaz na formulář, po jehož odeslání se vygeneruje nová licence. 
Samozřejmě musí být objednávka ve validním stavu vzhledem k LM-X podmínkám. Pokud tomu tak 
není, zobrazí se hláška s důvodem neúspěchu. 
Na hlavní stránce licencí se opět nachází možnost zobrazit si podrobnější popis licence. V tom 
se také nachází odkaz na detail objednávky, z níž byla licence vygenerována. Uživatel si také smí 
stáhnout vygenerovaný licenční soubor či XML předlohu. Nesmí chybět mechanizmus kroku zpět. 
Při editaci již nelze změnit generovaný licenční soubor. Měnit nelze též tvůrce, datum 
generování a zdrojovou objednávku. 
4.1.1.5 Uživatelé 
Tuto položku v licenčním kontextovém menu sice nenajdeme, za zmínku ale stojí detailního 
pohledu na uživatele. Jak už víme, na tomto listu se nachází odkaz na tvorbu objednávky. Kromě toho 





Zákazník má značně omezený repertoár činností v mazání a úpravách, ale především v tom, že 
se mu zobrazují jen objekty související s ním, co by se zákazníkem. 
 
 
Obrázek 4.2.2.1: Diagram užití – zákazník 
 
Zákazník má na licenční modul k dispozici jen jeden odkaz v menu – to je omezení plynoucí 
z dosavadního informačního systému. Hlavní licenční stránka tedy obsahuje výčet jak již 
vygenerovaných licencí, tak poslaných objednávek. Akce, které půjdou vykonat nad položkou 
licence, jsou zobrazení jejího detailu a stáhnutí licenčního souboru. S jednotlivými objednávkami se 
pojí zobrazení detailu a možnost editace. 
Formulář pro tvorbu nové objednávky se zobrazí po kliknutí na odkaz umístěný mezi oběma 
seznamy. Takový formulář po zákazníkovi bude chtít pouze kontaktní údaje a typ balíčku. Ze stránky, 
kde je vykreslen, se může uživatel vždy vrátit na předchozí úroveň. Po vytvoření objednávky je 
uživatel vyrozuměn o úspěchu. 
Detailní pohledy jak na licenci, tak na objednávku se nijak neliší od obvyklého vzorce. 
Sestávají z výpisu podrobných údajů v přívětivější formě, než dokáže poskytnout tabulka. 
Zákazníkovi se nezobrazí údaj o tvůrci jednotlivých objektů a ani možnost stáhnutí XML předpisu. 
Obě detailní stránky jsou vybaveny zpětným odkazem na úvodní licenční stránku. 
Editace objednávky je velice podobná té v administrátorské části systému. Zákazník ovšem smí 
upravovat jen kontaktní údaje a typ balíčku, tedy jen atributy objevující se i ve vytvářecím formuláři. 
Také definování objednávky na základě šablony a správa rysů všeobecně není zákazníkovi povolena. 
Správa identifikačních hodnot stanice je zde beze změny. Musím zmínit fakt, že editovat nelze 




4.2 Entitní množiny 
Návrh vztahů entit, pomůže především osvětlit význam objektů vyskytujících se v systému. 
 
 




Primární klíč každé entity je její atribut „id“ (identifikátor). Tučně zvýrazněné položky jsou 
povinné. 
V následujících odstavcích budou anglické názvy entit v závorkách odkazovat na příslušný 
stejnojmenný objekt v diagramu. Zkratkou FK se rozumí foreign key (cizí klíč), tedy položka s funkcí 
ukazatele na jinou entitu. Z textu bude možno podle číslování klíčů v rámci jednoho konkrétního 
objektu vyčíst, která položka odkazuje na kterou entitu. 
4.2.1 Uživatelé 
Entita (chcete-li entitní množina) uživatelů (users) již v informačním systému existovala. 
Oproti původní podobě neprodělala žádné změny a v diagramu je jen pro úplnost. 
4.2.2 Objednávky 
K uživateli se vztahuje entita objednávek (orders) hned dvakrát. První vztah vedoucí od FK1 
by se dal popsat tak, jako že objednávka je určena pro uživatele – v tomto případě je uživatel 
zákazník. Druhý vztah vedoucí od FK2 určuje, kdo objednávku vytvořil. Tvůrce může být jak 
zákazník, tak administrátor. Atributy objednávky se týkají především kontaktních údajů, na které 
bude licence vázána. Mimo to ale také uchovává údaje o cestě ke konfiguračnímu souboru pro 
generátor a různé komentáře, ke kterým se vrátím v kapitole o implementaci. Důležitými vlastnostmi 
jsou datumy počátku a konce platnosti licence. Politika firmy Codasip se vyznačuje jednotným 
obdobím platnosti licence nezávisle na počtu a rozdílnosti rysů. Nelze opomenout také stav 
objednávky. 
4.2.3 Rysy 
K objednávce se váží rysy, které u Codasipu hrají roli produktu. Obsahují položky, které 
odpovídají atributům v XML šabloně k licenčnímu souboru. Atributy start a end jsou do systému 
zařazeny pouze pro případ, že by se v budoucnu firma rozhodla určovat období platnosti pro každý 
produkt zvlášť. Rys může být přiřazen tedy k objednávce (FK2) a nebo k šabloně (FK1). Vždy jen 
k jedné entitě). 
4.2.4 Šablony 
Šablony (templates) slouží především k uchování určité množiny rysů, které mají 
přednastavené hodnoty. Šablona je určena k tomu, aby se rychle tvořily detaily objednávek s často se 
vyskytujícími vlastnostmi. Kromě rysů lze ze šablony do objednávky překopírovat také cestu ke 
konfiguračnímu souboru pro generátor, komentář, který se vyskytne uvnitř licenčního souboru, a 
dobu trvání platnosti licence. Mechanizmus tvorby podoby objednávky ze šablony rozepíšu v kapitole 
o implementaci. FK1 odkazuje na balíček. 
4.2.5 Balíčky 
Balíčky (packages) jsou tu od toho, aby měl zákazník možnost vybrat si z několika různých 
sestav produktů. Proto je objednávka k balíčku přiřazena klíčem s označením FK1. Zákazník sice 
bude vědět, o licenci na jaké nástroje žádá, detaily ovšem specifikuje až administrátor. Může k tomu 
využít šablon přidružených k balíčku objednávky nebo obecných, které se k žádnému nevztahují. 
4.2.6 Průkazy 
Identifikační hodnoty stanic neboli průkazy (hostids) plní funkci vysvětlenou v analýze XML 
předpisu. Obsahují proto atributy spojené s typem ověřování stroje, na kterém je licence provozována, 




Poslední modelovanou entitou jsou licence (licenses). Obsahují informace jako je stav, text 
vygenerovaného licenčního souboru, jeho název, XML předpis, ze kterého soubor vznikl. FK1 
ukazuje na objednávku, z které licence vznikla, a FK2 pak na uživatele, který ji vygeneroval. 
4.2.8 Stavy 
Diagram vztahů entit nemodeluje celý licenční subsystém tak, jak je uložen v databázi. Aby byl 
přehledný, chybí v něm zmínka o množině stavů. V databázi jsou tedy navíc dvě tabulky. Jedna 
reprezentuje množinu stavů licenční objednávky a druhá stavy vlastní licence. V implementaci 
nebude možno ani s jedním výčtem žádným způsobem manipulovat. Fungují pouze jako takzvané 
palety. V tomto případě si můžeme dovolit již v návrhu zmínit hodnoty přítomné v systému, tedy 
položky stavových tabulek v databázi. 
Pro stavy objednávek využiji již implementované tabulky. Její hodnoty jsou: 
 New – nová 
 Approved – potvrzená  
 Rejected – zamítnutá 
Množinu stavů licencí jsem definoval takto: 
 Active – aktivní 
 Inactive – neaktivní 




4.3 Grafická úprava 
 
 
Obrázek 4.3.1: Grafické zpracování systému 
 
Grafické zpracování licenčního subsystému je pochopitelně stejné jako u zbytku aplikace. Styl 
a hlavně barevné ladění, které vytvořila firma Purus Design, je vidět na obrázku 4.3.1. Veškeré 
tabulkové výpisy a formuláře jsou v celé aplikaci ve stejném duchu. Podoba těchto prvků je vidět 
v kapitole o implementaci. 






Nyní bude řeč o uskutečnění návrhu a o detailech formování aplikace. 
5.1 Databáze 
Databázi jsem vytvořil na základě návrhu z obrázku 4.1.0.1. Použil jsem PhpMyAdmin, který 
mi rozhodně ulehčil spoustu práce s psaním skriptů, jelikož je generuje automaticky podle úkonů 
provedených v přehledné webové aplikaci. 
5.1.1 Struktura 
V systému implementuji celkem 7 tabulek. K odlišení mnou vytvořených jsem použil prefix 
„lic_“. Názvy atributů se shodují s těmi v návrhu. Indexy či klíče a to ať už primární, cizí či unikátní 
mají název tvořený takto: 
<název tabulky, ke které je uložen>_<iniciály klíče>_<název atributu, nad kterým je vytvořen> 
Příklad: lic_templates_uk_name 
Jen pro přehled uvedu kompletní seznam tabulek, zapojených do informačního podsystému: 
 licreq_statuses – stavy objednávek 
 lic_features – rysy 
 lic_hostids – identifikační hodnoty stanic 
 lic_licenses – licence 
 lic_license_statuses – stavy licencí 
 lic_orders – objednávky 
 lic_packages – balíčky 
 lic_templates – šablony 
 users – uživatelé 
5.1.2 Integritní omezení 
V obrázkovém modelu databáze nejsou určeny klíče k polím s unikátními hodnotami. Jedná se 
o atributy názvů u tabulek šablon a balíčků. Název těchto objektů musí být v tabulce vždy jedinečný, 
protože se mezi nimi volí ve výběrových boxech. Porušení tohoto integritního omezení vyvolá chybu, 
jejímuž ošetření se věnuji dále v textu. Další omezení můžeme nalézt u: 
 mazání balíčků, ke kterým je už přiřazena alespoň jedna objednávka 
 mazání objednávky, ke které je vygenerována alespoň jedna licence 
Takovéto operace nejsou povoleny a ošetřují se stejným způsobem jako chyba s unikátními klíči. 
Zajímavá situace je ještě vlastností „template“ a „order“ u rysu. Rys musí vždy patřit buď 
k šabloně, nebo k objednávce. Na databázové vrstvě jsem ale nezařídil, aby se kontrolovalo, zda 
náhodou rys není přiřazen k oběma typům objektů či ani k jednomu. Stejně tak je validní, že šablona 
může mít v atributu „package“ NULL (prázdnou hodnotu) namísto identifikátoru balíčku, pro který 
definuje podobu objednávky. Toho se využívá k existenci takzvané obecné šablony, což je šablona 
určená pro použití ke všem balíčkům. 
Omezení velikosti řetězcových atributů jsem volil vzhledem k zátěži systému a zároveň, aby 
nedošlo k omezení vyjadřovacích schopností uživatele. U komentářů a popisů je omezení rovno 256 
znakům. U většiny ostatních je počet znaků omezen na 64. Výjimkami jsou například hodnoty obou 
dělení průkazu, u kterých je dle definice LM-X jasné, že nemůžou nabývat delší řetězcové hodnoty 





Jak čtenář již ví, celý systém je postaven na frameworku Nette, který ctí formát aplikace 
Model-View-Presenter. V této kapitole budu popisovat vrstvu Model. 
Tato část systému se skládá obecně z funkcí, které jsou výpočetním jádrem aplikace. V případě 
Nette jsou v modelu pro tuto potřebu uloženy třídy. Nette se pak postará o načtení všech tříd k použití 
kdekoliv to je potřeba. Všem souborům modelu, které byly vytvořeny pro licenční podsystém, jsem 
dal název s prefixem „Lic“ pro lepší rozlišitelnost od zbylých. 
Třídy, které se v modelové části nacházejí, jsou především takzvané manažery. Obsahují 
metody pro manipulaci s databázovou reprezentací objektu, pro který jsou postaveny. V mém 
projektu jsem zvolil definici všech manažerů jako tříd plných statických metod, aby se kvůli jejich 
volání nemusel zhmotňovat jakýkoliv objekt. V podstatě jsem si tím vynahradil jmenné prostory, 
které v použité verzi PHP nejsou přítomny. 
Nette má definovanou svou vlastní adresářovou strukturu zdrojových souborů aplikace. 
Všechny soubory modelové vrstvy se musí nacházet ve složce „models“. Mnou přidané soubory jsou 
následující: 
 LicFeatures.php – správa rysů 
 LicHostids.php – správa průkazů 
 LicLicenses.php – správa licencí 
 LicOrders.php – správa objednávek 
 LicPackages.php – správa balíčků 
 LicTemplates.php – správa šablon 
 LicGeneral.php – obsahuje speciální třídu LicGeneral, která řeší obecné funkce 
licenčního modulu, generování obsahu a manipulaci se soubory 
5.2.1 Databázové dotazy 
Kromě souboru LicGeneral by se dala struktura modelů obecně rozdělit na dvě části. První by 
byl již zmíněný manažer s názvem Lic<anglické označení určitých objektů>Manager (například 
LicHostidsManager) a druhá by byla třída formuláře s názvem Lic<anglické označení určitého 
objektu>Form (například LicHostidForm). 
Manažer poskytuje statické metody, které volají abstraktní databázovou vrstvu Dibi a 
předkládají jí dotazy v jazyku MySQL. Jak bude vidět na příkladech zapsaných v PHP, práce se 
použitím Dibi velice ulehčí. Odpovědí jsou struktury naplněné požadovanými daty či zpráva o 
provedení akce. Každý manažer obsahuje základní sestavu manipulačních dotazů pro určitou tabulku: 
 Získej hodnoty daného objektu na základě jeho identifikátoru – příklad: 
Dibi::query(“SELECT * FROM [objednávky] WHERE [id] = %i“, 
identifikátor); 
 Vytvoř objekt na základě předaných hodnot – příklad: 
Dibi::query(“INSERT INTO [objednávky]“, hodnoty); 
 Uprav daný objekt na základě jeho hodnot – příklad: 
Dibi::query(“UPDATE [objednávky] SET“, hodnoty, “WHERE 
[id] = %i“, identifikátor); 
 Smaž daný objekt na základě jeho identifikátoru – příklad: 





U objednávek, licencí, šablon a balíčků, tedy u objektů, u kterých administrátor potřebuje 
zobrazit celkový výčet, je navíc dotaz ve smyslu „Získej hodnoty všech objektů“. Příklad: 
Dibi::dataSource(“SELECT * FROM [objednávky]“); 
DataSource je speciální formát odpovědi, určený pro datovou mřížku, o které bude řeč v následující 
kapitole. 
Někdy je potřeba vypsat jen skupinu objektů, které se vztahují k nějakému jinému. Objednávky 
jednoho uživatele, jeho licence, licence generované z jedné objednávky, rysy jedné objednávky, rysy 
jedné šablony, identifikační hodnoty stanice jedné objednávky. Opět příklad:  
Dibi::dataSource(“SELECT * FROM [objednávky] WHERE [zákazník] = %i“, 
identifikátorZákazníka); 
V projektu také často využívám pole názvů objektů, které je indexováno objektovými 
identifikátory. Takovouto strukturu využiji zejména ve formuláři, kdy je potřeba vybrat objekt z 
určité nabídky. Tato funkce se týká tabulky šablon, balíčků a obou stavových tabulek, přičemž u nich 
stačí vybrat veškeré atributy.  
Dibi::dataSource(“SELECT [id], [jméno] FROM [balíčky]“, 
identifikátorZákazníka); 
V některých případech jsem zvolil data nepořizovat z databáze, ale z úložného prostoru třídy. 
Jeden z atributů rysu „share“ se ve formuláři zadává výběrem z několika možností. K výčtu takových 
možností jednoduše vracím asociativní pole, kde klíčem je hodnota atributu podle LM-X a hodnotou 
její uživatelské podání. Podobně je tomu i u tvorby formuláře týkajícího se identifikační hodnoty. Zde 
využívám výběrového výčtu reprezentovaného polem u selekce umístění a typu ověřování. 
5.2.2 Speciální funkce 
Metody manažerů, které bych v této podkapitole rád zmínil, jsou zaprvé všechny ty, které 
sbírají hodnoty jedné či více licencí a objednávek. Jejich výjimečnost tkví v tom, že atributy 
„customer“ (zákazník) a „creator“ (tvůrce) se váží na uživatele. Při jakémkoliv výpisu je ovšem 
nežádoucí zobrazovat uživatelův jednoznačný identifikátor. To, co bychom uvítali, je výpis jeho 
jména. Složitějším SQL dotazem, ve kterém dochází ke spojování tabulek, docílíme výběru 
správných jmen uživatelů v obou rolích. 
Další nestandardní funkcí je vytváření objednávky. Zde se jedná pouze o fakt, že se během 
jejího vykonávání o této skutečnosti odešle zpráva elektronickou poštou a to jak zákazníkovi, pro 
kterého je vytvořena, tak zvolenému administrátorovi informačního systému. 
Tvorba licence také obsahuje odesílání e-mailu, ovšem jen uživateli, kterému je licence určena, 
a jen za předpokladu, že tvůrce licence nastavil její počáteční stav na aktivní. Pokud ne, o poslání e-
mailu se postará metoda úpravy licence, při které byl stav aktivity dosažen. O generování licenčního 
souboru, které má také místo ve tvorbě nového licenčního záznamu, bude vykládáno v podkapitole o 
obecných funkcích. 
Za speciální funkci se jistě dá považovat také aplikace šablony na objednávku. Objednávce se 
nejdříve vymažou všechny rysy. Následně se hodnoty atributů „config“ (cesta ke konfiguračnímu 
souboru pro generátor) a „license_comment“ (komentář v licenčním souboru) překopírují do 
stejnojmenných sloupců objednávky. „duration“ (trvání platnosti) se použije jen jako pomůcka při 
vyplňování editačního formuláře objednávky, jak vysvětlím v další oddělení práce. Nakonec se 
vytvoří kopie všech rysů vázaných na šablonu a přiřadí se k objednávce. 
Přesně opačným směrem se postupuje při vytváření šablony z objednávky. Tedy překopírují se 
hodnoty „config“, „license_comment“  a za „duration“ se doplní rozdíl počátečního a koncového data 
platnosti licence. Pak se zkopírují rysy objednávky a přiřadí se k nově vzniklé šabloně. 
Jen jako zajímavost zde uvedu metodu získání seznamu šablon určeného pro výběrový prvek 
formuláře. Tato funkce poskytuje množinu šablon, které se váží k určitému balíčku, ale i ty šablony, 
které nepatří k žádnému. V atributu „package“ mají tedy NULL hodnotu. 
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5.2.3 Tvorba struktury formuláře 
Formuláře tvoří podstatnou část informačního systému pro správu čehokoliv. Objekty se jimi 
vytvářejí a upravují. Mezi těmi vytvářecími a upravovacími nebývá velký rozdíl. Například při úpravě 
objektu se prvky předvyplní aktuálními hodnotami jeho atributů. Podobně se dají srovnat formuláře 
pro administrátora a pro zákazníka, které se týkají jedné akce. Uživateli se pouze nezobrazí vstup 
určený výhradně administrátorovi. 
Formuláře obvykle spadají do prezentační části zdrojových kódů aplikace, ne však zde. Abych 
využil znovupoužitelnosti kódu definujícího jednotlivé formuláře, vytvořil jsem pro licence, 
objednávky, rysy, průkazy, šablony a balíčky již zmíněné speciální třídy v jejich modelovém souboru. 
Tyto třídy rozšiřují formulářovou třídu Nette frameworku o metodu pro inicializaci daného 
typu formuláře. Ta způsobí přidání příslušných prvků, pomocí kterých se zadává vstup. Dále přidá 
různé popisky a také specifikuje kontrolu a omezení uživatelského vstupu. 
V Nette se kontrola odesílaných hodnot formulářů dosáhne jednoduchým přidáním pravidla, 
které se ověřuje jak ve webovém prohlížeči uživatele, tak na serveru. 
Otázkou je jak metoda inicializování pozná, zda má formulář vykreslit pro úpravu nebo pro 
přidání nového záznamu, pro administrátora nebo pro uživatele. Metodě se předávají hodnoty 
v podobě asociativního pole. Klíče takového pole jsou názvy atributů objektu, pro který je formulář 
vytvářen. V případě, že mám v úmyslu tvořit pomocí formuláře zcela nový objekt, vyplním atribut 
„id“ prázdnou hodnotou. Naopak, když je identifikátor objektu specifikován, zobrazí se formulář 
určený pro úpravu. Rozlišení administrátorského a zákaznického typu probíhá jinak. Metoda 
inicializace, u které je potřeba toto dilema řešit, má navíc další parametr v podobě booleovské 
proměnné. Její hodnota pak určí, pro uživatele v jaké roli se vykresluje. V systému se vyskytuje ještě 
jedno dvojí využití stejného základu formuláře. Nový rys lze přidat jak k šabloně, tak k objednávce. 
Funkce inicializace to opět pozná z parametru pole hodnot. Když se rys má připojit k šabloně, její 
identifikátor lze nalézt pod klíčem „template“ (šablona). Zároveň musí platit, že na místě atributu 
„order“ (objednávka) je prázdná hodnota NULL. Když se má rys přiřadit k objednávce, je vyplněn 
atribut „order“ jejím identifikátorem a „template“ obsahuje prázdnou hodnotu. 
Důležitou funkcionalitou je ověřování validity vstupu zadaného uživatelem. Vždy se kontroluje 
rozsah hodnot. U textového vstupu nesmí počet zadaných znaků přesáhnout povolený limit daný 
definicí sloupce tabulky v databázové vrstvě. U číselných hodnot se kontroluje příslušnost do 
intervalu. Zároveň musí být číslo ve správném formátu a jen pro efekt, je přidáno omezení zadání 
více znaků, než kolik by tvořilo svým zápisem nejdelší. Lze kontrolovat přesný formát zadaný 
regulárním výrazem. Toho využiji při validaci uživatelem zadané WWW adresy ve formuláři pro 
objednávky. Adresa musí být uvedena včetně protokolu, jinak by ji interpret Nette nevyhodnotil jako 
externí odkaz. 
Při řešení mého projektu se vyskytla potřeba validovat jeden vstupní prvek v závislosti na 
hodnotě druhého. Nette má podporu pro vytvoření této závislosti ale jen do určité míry. Není problém 
definovat pravidlo „když je vyplněna položka A, musí být vyplněna položka B“. Tato možnost mi 
dovolila kontrolovat všechny atributy rysu, jejichž vyplnění je podmíněno zadání počtu („count“). 
Problém ovšem nastal, když bylo nutné kontrolovat hodnotu atributu rysu „softlimit“. Ta totiž nesmí 
být větší než v témže formuláři zadaný počet. Nette poskytuje přidání pravidla, které odkazuje na 
vlastní validační funkci. Proto se ve formulářové třídě rysu vyskytuje statická metoda, která tento 
úkol plní. Funkce v jazyce PHP můžou kontrolovat obsah jen po odeslání na server. Proto jsem pro 
klientskou část řešení tohoto problému uložil kód v jazyce Javascript do proměnné formulářové třídy. 
Do vygenerované stránky se připojí pomocí přidání pravidla typu SCRIPT. Veškerá mezipoložková 
validace se odehrává jen v případě, že se rys připojuje k objednávce. Uživatel tak není omezen při 




Další zajímavostí formuláře pro rys je, že má položky rozděleny do dvou skupin. První skupina 
se uživateli nabídne hned, ta druhá až po zakřížkování políčka s označením „Advanced“ (pokročilé 
nastavení). Takto vzniklé zpřehlednění bylo mimochodem jedním z vedlejších požadavků na systém. 
Nette má pro tento typ chování na přirozenou podporu. 
Jako poslední postup v této podkapitole bych chtěl zmínit ten, který jsem použil pro dosažení 
změny popisku při výběru šablony. Šablona se na objednávku aplikuje pomocí svého vlastního 
formuláře, který se vyskytuje v souboru modelu objednávky. Prvku typu výběrový box, který má na 
starost volbu šablony, je přiřazen popisek, tak aby při svém přepisu do HTML šel identifikovat 
pomocí značkového atributu ID. Výběrovému boxu se nastaví, že při změně své hodnoty má zavolat 
javascriptovou funkci – onchange callback. Ta je uložena ve statické proměnné formulářové třídy pro 
šablony. Zároveň je v pohledové části kódu zařízeno, aby se do výsledné stránky vygenerovalo 
javascriptové pole, kde index je identifikátor šablony a hodnota popis šablony. Onchange callback 
změní obsah popisku prvku na hodnotu, která je na pozici aktuálního obsahu výběrového prvku. 




        addRule(Form::MAX_LENGTH, "Maximum name length is %d", 64)-> 
        addRule(Form::FILLED, "Name is required"); 
Část těla inicializační funkce s názvem „init”, která právě těmito řádky přidává svému objektu skrytý 
formulářový prvek „id“ (identifikátor objektu) a řádkový textový vstup „name“ (jméno). Ke druhému 
prvku definuje dvě validační pravidla: Jedno na omezení délky vstupu a druhé na nutnost vyplnění. 
 
$this->addText("count", "Count:")-> 
       addRule(Form::MAX_LENGTH, "Maximum count length is %d", 10)-> 
       addCondition(Form::FILLED)-> 
       addRule(Form::RANGE, "Valid count is required (integer)", 
       array(0, 2147483647)); 
Přidání řádkového textového vstupu „count“ (počet) a k němu se vázajících pravidel. První je na 
omezení délky. Druhé na omezení rozsahu čísla, které se aplikuje jedině, když je nějaká hodnota 
zadána (prázdná hodnota není v povoleném rozsahu). 
 
$this["softlimit"]->addCondition(Form::FILLED)-> 
       addRule(Form::SCRIPT, "", 
       LicFeatureForm::$jsValidatorSoftlimit)-> 
       addRule("LicFeatureForm::validatorSoftlimit", 
       "Soft limit (integer) must not be greater than count", 
       $this["count"]); 
Přidání validačních pravidel k již existujícímu prvku „softlimit“. Při vyplnění tohoto vstupu se bude 
validovat javascriptovým kódem (následující ukázka) a na serveru (při zakázaném spouštění skriptů 
ve webovém prohlížeči) se spouští kontrola funkcí LicFeatureForm::validatorSoftlimit. 
 
public static $jsValidatorSoftlimit = 
       "if (document.getElementsByName('count')[0].value 
       < document.getElementsByName('softlimit')[0].value) { 
       return 'Soft limit (integer) must not be greater than count'; 
       }"; 




5.2.4 Obecné funkce 
Funkce, které jsem nepřiřadil k žádnému objektu licenčního modulu, se nacházejí v 
modelovém souboru LicGeneral.php. Uvnitř je definována jediná třída a to opět jen z důvodu, aby 
vznikl jmenný prostor pro statické funkce. 
První z nich je metoda převádějící prázdné řetězce na null hodnotu. Nachází uplatnění při 
zpracovávání formulářových hodnot. Když uživatel nechá nějaký prvek nevyplněný, není zcela 
prázdný – obsahuje prázdný řetězec. Toto chování mi nepřijde standardní a někdy je dokonce 
nežádoucí. Například, když uživatel nastaví, že šablona nemá příslušnost k žádnému balíčku, je 
potřeba uložit hodnotu NULL a nikoliv prázdný řetězec. 
Pro stahování dat, která na serveru nejsou uložena v souborech, pomocí HTTP protokolu je 
definována zvláštní metoda. Nastavuje hlavičku odpovědi serveru tak, aby se uživateli zdálo, že 
stahuje existující soubor. Data v něm jsou přitom generována obyčejnou funkcí výpisu. Problém této 
techniky je, že při větším objemu vypisovaných dat či při vyšším počtu naráz stahujících uživatelů se 
rapidně sníží výkon aplikace. Pro naše účely se ale toto řešení zdá být dostačující. 
Poslední pomocná metoda třídy LicGeneral je doslova jen pro parádu. Vytvoří v podstatě jen 
složitěji vypadající číslo z čísla jednoduššího. Používá se na to, aby uživatel neměl šanci zjistit 
identifikátor databázového objektu. Například, když by uživatel právě vytvořil objednávku, bez 
použití této funkce by se uživateli jasně ukázalo, kolik že má firma objednávek celkem. 
5.2.4.1 Generování licenčního souboru a jeho předpisu 
Samostatnou podkapitolu bych chtěl věnovat funkcím, které vytvářejí obsah souborů ke 
stažení. 
Prví je funkce generování XML předpisu pro licenční generátor z objednávky. Tato funkce má 
jako parametr identifikátor objednávky. Podle něj vybere z databáze objednávku a načte její hodnoty 
a hodnoty všech jejích rysů a průkazů. Vytvoří se document object model (DOM) struktura, do které 
se přidávají elementy tak, jak specifikuje formát LM-X pro XML předpisy. Transformační funkce 
provede úpravy kvůli zjednodušením, které se v našem systému vyskytují. Data začátku a konce 
platnosti se tedy přiřadí z objednávky ke všem rysům. Elementy všech průkazů se vyskytnou uvnitř 
všech elementů rysů. Metoda vrací onu DOM strukturu, která se snadno převádí na řetězec. Chyby, 
které mohou nastat, vyvolají výjimku LicException. Mezi takové patří generování z objednávky, 
která neobsahuje žádné rysy (neobjednává žádný produkt), která obsahuje alespoň jeden nevalidní rys 
viz kapitolu o tvorbě formulářové struktury), nebo která má rozpor typů ověřování definovaných 
v rysech a v průkazech. 
Další funkce slouží k převodu XML předpisu na samotný licenční soubor. Využívá přitom 
externí spustitelný program pro generování. Cestu k němu převezme z prvního parametru. Funkce 
nejprve uloží řetězec, který předán jako třetí parametr, do souboru ve složce pro dočasné úložiště, 
taktéž specifikované parametrem. Pak spustí externí licenční generátor a předá mu cestu k souboru 
s XML předlohou. Generátor vytvoří licenční soubor opět ve složce pro dočasné ukládání, ten je 
načten do řetězce a předán jako návratová hodnota. Pokud je generátor špatně nastaven, vytvoří se 
výjimka nesoucí popis vzniklé situace (například získaný jako výstup generátoru). 
 
 




5.3 Uživatelské rozhraní 
Uživatelské rozhraní se v Nette frameworku, který ctí MVP, skládá v podstatě ze dvou částí. 
První je část prezentační (vrstva Presenter) a druhá pohledová (vrstva View). Adresářová struktura 
frameworku myslí i na jejich správné umístění. Prezentační soubory se nachází ve složce „Presenters“ 
a pro soubory pohledů je určen adresář s názvem „Templates“ – v překladu šablony. Toto názvosloví 
souvisí s tím, že soubory pohledů jsou předlohou pro šablonovací systém Latte. Takové soubory jsou 
psány v podstatě v HTML jehož syntaxe je rozšířena o makra. 
Nutno ještě dodat, že uživatelské rozhraní určené administrátorovi je odděleno od zbytku tak, 
jak se v Nette vytvářejí systémové moduly. Rozdíl je pouze v tom, že se aplikačním adresáři nachází 
složka AdminModule, která obsahuje jen oba podadresáře Presenters a Templates se svým vlastním 
obsahem. 
5.3.1 Prezentační soubory 
Jak jsem se již zmínil v kapitole analýzy vývojového prostředí, objekty přestavující prezentační 
část, takzvané presentery, jsou určeny ke zpracování uživatelského vstupu a generování výstupu. 
V mé části projektu jsem vytvořil jeden presenter pro každou položku licenčního podmenu. V 
zákaznické části je po autentizaci správa licencí ukryta pouze pod jedním tlačítkem v kontextovém 
menu „Download“ (ke stažení). Vytvořil jsem tedy jeden zákaznický presenter. Administrátor ji může 
nalézt rovnou v hlavní nabídce. V podnabídce jsou 4 položky (zleva licence, objednávky, šablony, 
balíčky), což vedlo ke vzniku 4 presenterům. 
 
 
Obrázek 5.3.1.1: Menu autentizovaného zákazníka (Licenses je odkaz na licence) 
 
 
Obrázek 5.3.1.1: Menu administrátora se zobrazením licenčního podmenu 
 
Nyní popíši obecnou strukturu takového souboru prezentační vrstvy licenčního subsystému. 
Nachází se v něm třída shodná s jeho názvem (mimochodem v Nette musí obě pojmenování 
končit „Presenter“, kvůli mně jen přibyl klasický prefix „Lic“) poděděná z obecnějšího presenteru a 
to buď zákaznického, nebo administrátorského. 
Třída má definovánu speciální proměnnou, jejíž hodnota určuje, která položka grafického 
menu zobrazena jako aktivní. 
Následuje definice perzistentních proměnných, tedy těch, které se automaticky přenáší mezi 
jednotlivými stránkami v URL. Všechny mnou vytvořené presentery mají trvalou proměnnou „id“, 





Jeden presenter může být vykreslen pomocí několika pohledů. Je potřeba v něm určit, které 
proměnné a jejich hodnoty budou jednotlivé pohledy vykreslovat. Předání dat na příkladě: 
 
public function renderOrderNew() { 
        $this->template->title = "Licenses"; 
        $this->template->subtitle = "New order"; 
        $this->template->templates = 
        LicTemplatesManager::getTemplates()->fetchAll(); 
} 
Tato metoda se zavolá při vykreslování pohledu s názvem orderNew a předá do něj nadpis, podnadpis 
a strukturu s daty všech šablon. 
 
Dalším blokem, který ovšem není přítomný v každém presenteru, je blok signálů. Takto se 
v Nette označují funkce spouštěné akcí, jako je například kliknutí na odkaz. Patří sem zejména 
metody pro stahování různých souborů. 
Nyní přecházíme k definici funkcí, které vytváří komponenty. Komponenty jsou části kódu, 
které mají svou specifickou funkci pro uživatelské rozhraní. V mé části projektu používám tři typy a 
všechny jsou přítomny již v původním systému. 
První komponenta, kterou popíši, je datová mřížka. Jedná se o řešení, které automatizuje výpis 
tabulkových hodnot. Jako každá komponenta se i tato vytváří a specifikuje pomocí funkce, která má 
název „createComponent<název komponenty>. Alokuje se v ní objekt komponenty a ten se následně 
svými metodami upravuje. Zvolí se mu vstup, který musí být ve formátu dibi::dataSource, jak jsem 
uvedl v kapitole o modelové vrstvě. Nastaví se, které sloupce budou zobrazeny a jak budou 
prezentovány jeho hodnoty. Přidají se také akce, které půjdou nad jednotlivými záznamy vykonat. 
Například smazání, přechod editaci či detailu. Záleží na konkrétním případu užití. Na následujícím 
příkladovém obrázku 5.3.1.1 bude vidět datová mřížka týkající se objednávek. Byly přidány sloupce 
pro zobrazení identifikátoru, jména zákazníka, jméno, na které bude licence vázána, status 
objednávky, typ podle balíčku a datum vytvoření. Balíček objednávky je předán svým 
identifikátorem, ale mřížce se dá nastavit nahrazení výpisu hodnotou, která se nalezne v určitém poli. 
V tomto případě v poli všech balíčků získaného metodou modelu. Výpis časové značky vytvoření je 
upraveno, aby se zobrazovalo pouze datum a nikoliv i čas. 
 
 
Obrázek 5.3.1.1: Datová mřížka výpisu objednávek pro administrátora 
 
Dále si můžeme povšimnout přidaných filtračních políček, či šipek u názvů sloupců, pomocí 
kterých se výstupní řádky seřazují. Také je zde volba maximálního počtu záznamů zobrazených 




Dalším typem komponenty je formulář. V modelové části implementace jsem popisoval třídy 
formulářů, kterou vytvářím pro jednotlivé typy databázových objektů. Tyto třídy dědily vlastnosti 
právě z třídy formuláře určeného pro tvorbu komponent. Ve vytvářecí funkci tedy alokuji objekt, 
jehož typ odpovídá objektu, pro jehož případ užití právě vytváříme prezentační vrstvu. Pro každou 
variantu formuláře, tedy zda se jedná o přidání nového či editaci stávajícího databázového, je 
samostatná funkce vytvářející komponentu. Liší se v hodnotách parametrů předávaných inicializační 
metodě (viz. kapitolu 5.2.3). 
Kromě mnou vytvořených presenterů jsem musel poupravit některé stávající. Ve všech částech 
systému, kde se nějakým způsobem odkazuje na licenční modul, jsem musel upravit přesměrování. 
Například v menu všech presenterů náležících k zákaznickému uživatelskému rozhraní. Změnou 
prošel také presenter zprostředkující informace o uživatelích a to v místě, kde se předávají data do 
detailního pohledu na určitého zákazníka. 
Veškeré zásahy do původních souborů jsem označil komenářem. 
 
 
Obrázek 5.3.1.2: Ukázka stránky s formulářem pro editaci šablony 
 






Struktura již zmíněného adresáře „Templates“ se skládá ze složek, které korespondují s názvy 
presenterů. V každé složce je sada souborů – pohledů. Pohledy definují vzhled obsahu jednotlivých 
stránek, po kterých se uživatel pohybuje, a mění tak podobu presenteru, k němuž jsou přiřazeny právě 
adresářovou logikou. 
Výjimkou jsou makrošablony. Nevztahují se k žádnému presenteru (jsou umístěny volně v 
„Templates“), ale definují to, co mají všechny pohledy stejné. Pro přidání stylizace a javascriptových 
funkcí pro komponenty, bylo třeba do této makrošablony přidat pár řádků. Ty se starají o načítání 
souborů, které již využívá makrošablona v administrátorském modulu. V makrošablonách se také 
definuje rozložení částí stránek a HTML kód určený vyhledávacím strojům. Na určitém místě, často 
označovaném jako blok „content“ (obsah), se vkládají těla jednotlivých pohledů presenterů jakožto 
obsahová náplň. 
Předání dat z presenteru do pohledu či makrošablony probíhá skrze atributy objektu 
„template“. Z příkladu na straně 28 by se $template->subtitle vypsal šablonovým makrem 
jednoduše: {$subtitle} 
Význam konkrétního pohledu se orientuje podle případu užití. Některé případy užití bylo však 
výhodné spojit do jednoho pohledu. 
Nyní popíši pohledy licenčního modulu seskupené podle presenteru, ke kterému náleží. (Čtenář 
promine, ale obrazové ukázky by v tomto případě měly daleko menší informační hustotu.) 
5.3.2.1 LicLicenses – zákaznická část 
 default – základní obrazovka, kde je výčet zákazníkových licencí a objednávek. Na 
začátku objednávkového bloku je odkaz na poslání nové objednávky. 
 hostidEdit – zde se vyskytuje formulář pro úpravu průkazu a odkaz zpět na správu 
průkazů dané objednávky 
 hostidNew – obsahuje seznam průkazů dané objednávky a formulář pro přidání 
nového (prolnou se dva případy užití). V dolní části je potvrzovací odkaz, který vede 
zpět na základní obrazovku (pokud se pohled vztahuje k právě vytvořené objednávce) 
nebo na editaci objednávky (pokud jsme se do pohledu dostali z editace objednávky) 
 licenseDetails – poskytuje detailní náhled na určitou licenci zákazníka. Vypisuje 
hodnoty ve strukturované formě. Dále poskytuje odkaz, který vede na stažení 
licenčního souboru, a další pro návrat na základní obrazovku. 
 orderDetails – zobrazí detailní pohled na zákazníkovu objednávku se strukturovanými 
hodnotami. Ve spodní části vypíše seznam licencí vytvořených z této objednávky. 
Pohled opět zakončuje odkaz na základní obrazovku. 
 orderEdit – v horní části je odkaz na správu průkazů (pohled hostidNew), pod ním 
formulář pro editaci objednávky. Vespod odkaz zpět na základní pohled. 
 orderNew – zde se nachází formulář pro vytvoření nové objednávky. Po úspěšném 
odeslání se přjde na pohled hostidNew kvůli možnosti již v této chvíli poskytnout 




5.3.2.2 LicLicenses – administrátorská část 
 default – základní obrazovka. Je zde výčet všech licencí s možností filtrování. Když 
uživatel zvolí smazání položky, pod výčtem se objeví dotaz na potvrzení akce. 
 details – zobrazí podrobné informace o konkrétní licenci. Pod identifikací licence je 
také poznávací číslo objednávky, které funguje jako odkaz na její detailní pohled. Hned 
za ním je uvedeno, pro koho byla objednávka vystavena. Na spodu pohledu jsou 3 
odkazů. První zapříčiní stažení XML předlohy pro licenční generátor. Druhý vede ke 
stažení licenčního souboru a třetí je určen pro návrat na základní obrazovku. 
 edit – na tomto pohledu je pouze formulář úprav licenčního záznamu a pod ním odkaz 
zpět na základní pohled 
 new – zde se nachází formulář pro vytvoření nové licence. Dole od něho je odkaz 
vedoucí na detailní pohled objednávky, ze které se generuje. To kvůli tomu, že případ 
užití tvorby nové licence začíná právě v detailu objednávky. 
5.3.2.3 LicOrders 
 default – základní pohled, kde se vyskytuje odkaz na základní obrazovku 
uživatelského presenteru. Je totiž nutné vybrat ze seznamu uživatelů toho, kterému 
objednávku vytváříme. Toto řešení jsem zvolil pro větší přehlednost oproti tomu, kdy 
je uživatel nucen zvolit ve výběrovém boxu ve formuláři vytváření objednávky. Dále je 
v pohledu výčet všech objednávek s možností filtrování. Pod ním se v případě potřeby 
zjevuje potvrzovací dotaz smazání záznamu. 
 details – detailní pohled na konkrétní objednávku. Jméno zákazníka, které může 
splynout se jménem tvůrce objednávky, slouží jako odkaz na jeho podrobný pohled. 
Strukturované hodnoty se dělí na informace o objednávce jako takové a na kontaktní 
údaje osoby, které je licence určena. Tyto dva bloky jsou oddělené odkazem na stažení 
XML předpisu pro licenční generátor. Níže je výčet licencí, které byly vytvořeny na 
základě dané objednávky. U každé licence je odkaz na její detailní zobrazení. Nejníže 
je, jak je již zvykem, možnost navigace zpět na základní obrazovku presenteru. 
 edit – při aplikaci tohoto pohledu se do kódu výsledné stránky zakomponuje pole 
definované jazykem JSON tvořené popisy balíčků. Jeho význam se projeví až dále. 
Následují odkazy na správu průkazů (pohled hostidNew) a na správu rysů (pohled 
featureNew). Pod ními je situován formulář pro aplikaci šablony na objednávku, který 
využívá právě javascriptové pole definované dříve (způsob jsem osvětlil v kapitole o 
tvorbě formulářové struktury). Pod tímto je další formulář a to pro vlastní editaci 
hodnot objednávky. Úplně vespod pohledu je odkaz na základní obrazovku. 
 featureEdit – zde můžeme nalézt jen editační formulář rysu a pod ním odkaz zpět na 
správu rysů dané objednávky 
 featureNew – pod identifikačním číslem objednávky, jejíž rysy jsou zde právě 
spravovány, je možnost kliknutím na odkaz vyvolat formulář, kterým se vytváří 
šablona na základě hodnot a rysů (tento mechanizmus je popsán v kapitole o tvorbě 
formulářové struktury). Dále je zde výčet již existujících rysů objednávky a pod ním 
formulář pro přidání nového (stejný princip jako u pohledů hostidNew). 
 hostidEdit – naprosto se shoduje se zákaznickým pohledem hostidEdit 
 hostidNew – taktéž je shodný se svým stejnojmenným pohledem ze zákaznické části 
 new – zde se vyskytuje formulář pro přidání nové objednávky. Pod ním nesmí chybět 





 default – základní obrazovka balíčků. Jako první od shora se vykreslí odkaz na tvorbu 
nového balíčku. Níže je seznam všech balíčků. V případě, že uživatel chce nějaký 
z nich smazat, se vespod objeví dotaz požadující potvrzení akce. 
 edit – pohled o jednom editačním formuláři a odkazu na základní obrazovku pod ním 
 new – podobný pohled jako předchozí s tím rozdílem, že místo editačního formuláře tu 
je ten, kterým se balíček vytváří 
5.3.2.5 LicTemplates 
 default – tento základní pohled šablon obsahuje odkaz do míst, kde se tvoří nové. Pod 
ním se nachází seznam všech šablon. Opět si ve spodní oblasti pohledu vynutí svou 
pozornost potvrzení smazání šablony, pokud uživatel podnítí příslušnou akci. 
 edit – první řádek obsahuje odkaz na správu rysů. Pod ním je vlastní formulář úprav a 
nejníže je standardně odkaz na základní stránku šablon. 
 featureEdit – tento pohled je naprosto shodný se stejně pojmenovaným, který 
nalezneme v objednávkovém odstavci 
 featureNew – zabývá se správou rysů dané šablony. Její název je umístěn nahoře. Pod 
ním je výčet rysů patřících k šabloně. Ještě níže se nachází formulář pro přidání 
nového rysu. Vespod nalezneme odkaz, který vede buď na základní obrazovku, nebo 
na editační pohled dané šablony. Na základní obrazovku vede tehdy, když se uživatel 
dostal ke správě rysů při tvorbě nové šablony. 
 new – zde se uživateli nabízí formulář pro vytvoření nové šablony a pod ním opět 
odkaz na základní pohled. Po úspěšném odeslání formuláře se uživatel přesune ke 
správě rysů. 
5.3.2.6 Pohled presenteru uživatelských dat 
Zvláště stavím detailní pohled na informace o jednotlivých uživatelích. Tento pohled byl již 
v originálním systému, já jsem jej pouze upravil. 
Administrátorovi se kromě původních údajů o daném uživateli zobrazí výčet licencí a 





Obrázek 5.3.2.0.1: Pohled featureNew (s viditelnými nadpisy a se správou oznamující nedávné 
přidání rysu) pro šablonový presenter 
 
 




Z mého osobního pohledu považuji projekt za úspěšný. Firma Codasip má nyní k dispozici 
vlastní nástroj na ukládání, distribuci a generování licencí. 
Výsledný produkt splňuje základní požadavky. Navigace v uživatelském je intuitivní, 
jednoduchá a vychází z principů užitých ve zbytku systému. 
Zdrojové kódy jsou dostatečně komentovány a díky dobrému objektovému návrhu snadno 
udržovatelné. 
Skutečnou hodnotu ukáže však až čas po nasazení do ostrého provozu. 
6.1 Perspektiva systému 
U každého informačního systému se časem vyskytne potřeba nějakou jeho část vylepšit či 
pozměnit. Výhoda proprietárního řešení je, možnost cokoliv jednoduše přizpůsobit. 
Celá aplikace bude v nejbližší době přepsána do novější verze Nette frameworku (konkrétně 
2.0). To poskytne nové možnosti implementace, zvýší přehlednost a rozšiřitelnost o další usnadňující 
prvky (například nové komponenty). 
Zároveň se při té příležitosti pozmění stylizace celých stránek a budou upraveny množiny 
atributů zobrazované v datových mřížkách. 
Kdybych měl již v této době říci, jakých částí licenčního systému by se úpravy v budoucnu 
měly týkat, navrhl bych zjednodušení objednávek. Zákazníkovi by mohlo být například nabídnuto, 
zda chce software licencovat typem network a nebo standalone. Při potvrzování objednávky by 
administrátor přidal určitý počet patřičně nastavených průkazů, do kterých by následně zákazník 
vepsal identifikační hodnoty svých stanic. Na rozdíl od stávajícího řešení by se po zákazníkovi 
nevyžadovala tvorba správné, ačkoliv stále předběžné, struktury průkazů. 
6.2 Osobní přínos 
Za největší přínos tohoto projektu pro mou osobu považuji to, že jsem se naučil pracovat s 
Nette frameworkem. Tento nástroj neustále nabírá na popularitě a je cenným inventářem znalostí 
programátora internetových aplikací. 
Dále jsem si prohloubil znalosti objektového programování a procvičil použití programovacího 
jazyka PHP a tvorbu dotazů nad databázovým systémem MySQL. 
Také jsem se dozvěděl, jak funguje ověřování platnosti podmínek plynoucích z licenčních 
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