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Povzetek 
Zagotavljanje kibernetske varnosti je ena izmed najpomembnejših nalog v 
današnji družbi. Z njeno pomočjo zaščitimo tajnost, celovitost in razpoložljivost 
računalniških sistemov in podatkov. Podatke in računalniške sisteme je vedno težje 
zaščititi, saj uporabljamo vse več različnih naprav, ki so povezane med seboj. Prav 
tako pa so napadalci vedno bolj iznajdljivi in uporabljajo najnovejše tehnologije in 
postopke za izvajanje kibernetskih napadov. Glavni cilj diplomskega dela je 
predstaviti zagotavljanje aplikacijske in omrežne varnosti ter zagotavljanje varnosti v 
oblaku in internetu stvari. Prav tako pa smo zasnovali in izdelali omrežni 
pregledovalnik, ki bo uporabnikom na enostaven način predstavil dogajanje v omrežju.  
Z omrežnim pregledovalnikom želimo doseči, da bi uporabniki na enostaven in 
razumljiv način dobili vpogled v dogajanje v njihovem omrežju ter na podlagi tega 
lažje ugotovili, če se v njihovem omrežju nahajajo ranljivosti, ki bi jih napadalci lahko 
izrabili za napad. 
Omrežni pregledovalnik smo zasnovali in izdelali v 4 fazah. V prvi fazi smo 
izbrali način prikaza rezultatov in tehnologije, ki jih bomo uporabili, v drugi fazi smo 
izdelali pregledovalnik omrežja, v tretji fazi smo izbrali način prikaza rezultatov in 
rezultate prikazali v brskalniku. V zadnji, četrti fazi pa smo poiskali razlike med 
poročili, ki so bile rezultat pregleda omrežja. 
Omrežni pregledovalnik smo sestavili iz dveh sklopov. V prvi sklop spada 
programska oprema, ki se izvaja na strani strežnika, v drugi sklop pa programska 
oprema, ki se izvaja v brskalniku. Večino programske opreme na strani strežnika smo 
napisali v programskem jeziku Python. Poleg Pythona na strežniku tečejo še nekatere 
druge tehnologije, ki skrbijo za nemoteno delovanje vseh funkcionalnosti omrežnega 
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pregledovalnika. Programska oprema v brskalniku pa je napisana v programskem 
jeziku JavaScript oziroma smo uporabili knjižnico Vis.js. 
 
Ključne besede: kibernetska varnost, omrežni pregledovalnik, Python 
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Abstract 
Ensuring cyber security is one of the most important tasks in today's society. It 
helps to protect the secrecy, integrity and availability of computer systems and data. It 
is increasingly difficult to protect data and computer systems, because we use more 
and more different devices that are interconnected. Attackers are also increasingly 
resourceful, using the latest technologies and procedures to conduct cyber-attacks. The 
main goal of the thesis is to present application and network security, as well as 
security in the cloud and the Internet of Things. We have also designed and built a 
network scanner that will show users what's happening on the network with ease.  
The goal of the network scanner is to provide users on easy and understandable 
way present what is happening on their network and make it easier to determine, if 
their network has vulnerabilities that attackers can exploit.  
The network scanner was designed and built in four phases. In the first phase we 
chose the way of displaying results and the technology to be used, in the second phase 
we created a network scanner, in the third phase we chose the way of showing the 
results and displayed results in the browser. In the last, fourth phase, we looked for 
differences between the reports resulting from the network scanner. 
The network scanner was composed of two sections. The first section includes 
server-side software and the second section is browser-based software. Most server-
side software is written in Python programming language. In addition to Python, there 
are some other technologies running on the server that ensure the smooth functioning 
of all the functionality of the network scanner. The software in the browser is written 
in JavaScript and we used Vis.js library. 
 
Key words: cyber security, network scanner, Python 
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1  Uvod 
1.1  Cilji diplomske naloge 
Pojem kibernetska varnost postaja iz dneva v dan vedno bolj pomemben. Vse 
več se govori o tej temi in vse več sredstev se vlaga v zagotavljanje varnosti v sodobnih 
komunikacijskih omrežjih. Kibernetska varnost je skupek tehnologij in procesov za 
zaščito tajnosti, celovitosti in razpoložljivosti računalniških sistemov in podatkov. 
Kibernetski napadi v današnjem svetu predstavljajo vedno večjo nevarnost, ker je vse 
več naprav povezanih med seboj. Po podatkih podjetja McAfee so kibernetski napadi 
v letu 2016 povzročili za okoli 250 milijard dolarjev škode, leta 2018 pa je ta številka 
poskočila na več kot 400 milijard dolarjev. Kljub temu še vedno obstajajo podjetja in 
posamezniki, ki tej temi ne posvečajo pretirane pozornosti. Zagotavljanje kibernetske 
varnosti organizacijam, kot so vlada, vojska, elektrarne, bolnišnice, banke, tovarne in 
mnoge druge, je ključno za delovanje današnje družbe. Te organizacije hranijo veliko 
strogo zaupnih podatkov in dokumentov, ki pod nobenim pogojem ne smejo priti v 
javnost ali v roke nepooblaščene osebe. Večina podatkov je shranjena na napravah, ki 
so preko interneta povezane med seboj, zato je zelo pomembno, da ustrezno zaščitimo 
dostop do vseh naprav in infrastrukture, ki povezuje naprave. Namen kibernetskih 
napadov je z različnimi metodami uničiti, ukrasti ali spremeniti podatke v 
informacijsko-komunikacijskem sistemu oziroma uničiti celoten sistem [1]–[4]. 
Zato bomo v diplomski nalogi raziskali to področje. Cilj je izdelati diplomsko 
nalogo, v kateri bomo podrobneje preučili področje, navedli glavne nevarnosti in 
raziskali načine, kako se braniti pred njimi. Prav tako je cilj izdelati orodje, ki bo 
uporabnikom olajšalo nadzor nad omrežjem in dogajanje v njem. Z orodjem, ki ga 
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bomo izdelali v tej diplomski nalogi, želimo pospešiti odkrivanje ranljivosti in 
uporabnike opozoriti o morebitnih nevarnostih, ki bi jih napadalci lahko izrabili za 
napad na njihov sistem. 
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2  Kibernetska varnost 
2.1  Kaj je kibernetska varnost? 
Poznamo več vrst napadov, ki jih lahko razdelimo v tri glavne skupine glede na 
posledice, ki jih imajo: 
 Napadi na zaupnost (oz. zasebnost). Pri tej obliki napadov gre za krajo osebnih 
podatkov ali podatkov o bančnih računih in karticah. Napadalci lahko te 
podatke uporabljajo sami ali pa jih prodajajo na temnem spletu. Primer napada 
na zaupnost je socialni inženiring, kjer napadalec na podlagi manipulacije 
skuša pretentati uporabnika, da mu ta posreduje zaupne podatke ali pa izvede 
neko dejanje. To stori tako, da uporabniku preko komunikacijskih kanalov 
posreduje sporočilo, v katerem se predstavi kot nekdo drug in pri njem skuša 
pridobiti njegovo zaupanje. V sporočilu uporabnika pozove k posredovanju 
zaupnih podatkov. Napadalci v teh sporočilih pogosto uporabijo logotipe 
znanih podjetij, s katerimi še dodatno poskušajo pridobiti zaupanje 
uporabnikov.  
 Napadi na integriteto. Pri tej obliki napadov napadalci spremenijo, ukradejo 
ali odstranijo določene podatke, kar lahko vodi v prekinitve poslovanja 
prizadete organizacije ali v izsiljevanje. To lahko močno vpliva na ugled 
organizacije v javnosti. Primer napada na integriteto so napredne trajne grožnje 
(angl. Advanced Persistent Threat, APT). To je primer napada, pri katerem se 
napadalec infiltrira v omrežje in tam ostane neopažen dalj časa. Namen take 
vrste napadov ni uničiti  omrežje napadene organizacije, ampak pridobiti čim 
več dragocenih podatkov. Taki napadi so najpogostejši pri organizacijah, ki 
hranijo zelo pomembne podatke, na primer vlade, banke, vojska ... 
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 Napadi na razpoložljivost. Cilj te vrste napadov je uporabnikom preprečiti 
dostop do storitev oziroma podatkov. Pri tej vrsti napadov napadalci 
pogostokrat zahtevajo odkupnino, da uporabnikom omogočijo ponovni dostop 
do storitev. Včasih se zgodi, da podjetja plačajo odkupnino, da bi se izognili 
prekinitvi poslovanja. Primera napada na razpoložljivost sta odpoved storitve 
(angl. Denail of Service, DoS) in napad z zlonamerno programsko opremo. Pri 
napadih z odpovedjo storitev napadalec skuša preprečiti uporabnikom dostop 
do neke storitve, tako da pošlje veliko količino prometa v omrežje ali na 
določen strežnik. Pri napadih z zlonamerno programsko opremo pa napadalec 
na žrtvino napravo namesti zlonamerno programsko opremo, s katero želi 
preprečiti dostop do storitve ali podatkov.  
Eden iz med najpomembnejših faktorjev kibernetske obrambe so ljudje, ki lahko 
ob nepravilni oziroma neodgovorni uporabi naprav in aplikacij predstavljajo veliko 
grožnjo, ki jo lahko napadalci izkoristijo. Uporabniki lahko zmanjšajo možnost 
kibernetskega napada tako, da za svoje naprave izberejo močna gesla, so zelo previdni 
pri odpiranju priponk, ki jih dobijo v najrazličnejših sporočilih, posodabljajo svoje 
naprave in redno izdelujejo varnostne kopije sistema, kar močno olajša obnovo sistema 
po kibernetskem napadu. Kibernetsko varnost delimo na več področij, ki jih bomo 
opisali v poglavjih od 2.1.1. do 2.1.5.  [1]–[6] 
2.1.1  Aplikacijska varnost 
Aplikacijska varnost opisuje varnostne ukrepe in postopke, katerih namen je 
preprečiti zlorabo ali krajo podatkov, ki jih uporablja neka aplikacija. Pomembna je, 
ker z njeno pomočjo lahko odkrijemo in odpravimo napake v aplikaciji, kar pomeni, 
da je neka aplikacija bolj varna. Danes na trgu obstajajo številna orodja, ki jih lahko 
vključimo v proces razvoja aplikacije in s tem zmanjšamo možnost varnostne napake. 
Delujočo aplikacijo danes sestavlja več kompleksnih elementov, kot so na primer 
operacijski sistem, baza podatkov, strežniki in ostala programska ali strojna oprema. 
Zaradi vseh teh komponent obstaja možnost, da je vsaj ena izmed njih napačno 
nastavljena. Zato je pomembno, da redno vzdržujemo in posodabljamo konfiguracijo 
vseh elementov, ki sestavljajo aplikacijo. Prav tako pa je pomembno, da izvajamo 
penetracijske teste vsakič, ko je mogoče. S pomočjo penetracijskih testov preizkusimo 
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delovanje varnostnih mehanizmov aplikacije. Na podlagi rezultatov lahko takoj 
odkrijemo, ali ima aplikacija varnostno pomanjkljivost ali ne. 
V današnjem svetu veliko grožnjo aplikacijam predstavlja tudi zlonamerna 
programska oprema. V primeru, da zlonamerna programska oprema okuži eno ali več 
komponent aplikacije, to lahko vodi do katastrofalnih posledic. Zato je pomembno, da 
redno vzdržujemo in posodabljamo požarne zidove, ki ščitijo ključne komponente 
aplikacije, operacijske sisteme, na katerih teče aplikacija, ter vso programsko opremo, 
ki jo uporabljamo. Prav tako je potrebno preventivno pregledovati naprave, če se na 
njih nahaja zlonamerna programska oprema. Poskrbeti je potrebno za izdelavo 
varnostnih kopij pomembnih podatkov, ki jih je potrebno shraniti na zunanje varne 
naprave. Varnostne kopije podatkov nam bodo v primeru napada pomagale, da 
odstranimo vso zlonamerno programsko kodo iz sistema, prav tako pa bomo vse 
podatke lahko uporabljali brez plačila odkupnine.    
Danes so zelo pogosti napadi z injiciranjem programske kode. Pri tej vrsti 
napadov napadalec preko različnih vnosnih polj želi s pomočjo injiciranja programske 
kode spremeniti, odstraniti ali pridobiti podatke, do katerih naj ne bi imel dostopa. 
Primer takega napad je »SQL injection«, pri katerem napadalec prevzame nadzor nad 
bazo podatkov z vnašanjem SQL ukazov preko spletne aplikacije. Na tak način lahko 
pridobi, spremeni ali odstrani podatke v aplikaciji. Za boj proti tej vrsti napadov 
moramo uporabiti tehnike validacije vsakega uporabniškega vnosa in tako preprečimo, 
da bi napadalec injiciral kodo, s katero bi pridobil podatke [5], [7]–[9]. 
2.1.2  Omrežna varnost 
Omrežna varnost je vsaka dejavnost, katere namen je zaščititi uporabnost in 
celovitost omrežja ter podatkov. Vključuje tako programsko kot strojno opremo. 
Učinkovita omrežna varnost upravlja dostop do omrežja ter je sestavljena iz več plasti 
na robu omrežja in v njem. Omrežno varnost zagotavljamo z nadzorom dostopa do 
omrežja (angl. Network Access Control, NAC), antivirusno programsko opremo, 
požarnimi pregradami, virtualnimi privatnimi omrežji (angl. Virtual Private Network, 
VPN), segmentacijo omrežij ter z analizo prometa v omrežju [5], [10], [11].  
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2.1.2.1 Nadzor dostopa do omrežja (NAC) 
V današnjem času imajo uporabniki vse več prenosnih naprav, ki jih želijo 
povezati v internetno omrežje na delovnem mestu, kar precej poveča tveganje za napad 
na omrežje. Zato je pomembno, da je v omrežju orodje, ki skrbi za nadzor dostopa 
naprav do omrežja in za skladnost naprav. Tehnologija nadzora dostopa do omrežja 
lahko zavrne ali pa omogoči le omejen dostop do omrežja napravam, za katere oceni, 
da bi bile lahko nevarne za omrežje oziroma se na podlagi varnostne politike odloči, 
kaj bo dovolil kateri napravi. Nadzor dostopa do omrežja se uporablja tako za statične 
kot tudi za prenosne naprave [12].  
2.1.2.2 Antivirusna programska oprema 
Antivirusna programska oprema je računalniški program, ki preprečuje 
namestitev zlonamerne programske opreme oziroma jo lahko odstrani v primeru, da 
se je ta že naložila na napravo. Antivirusni programi po navadi tečejo v ozadju in 
pregledujejo napravo z namenom, da bi odkrili oziroma preprečili širjenje zlonamerne 
programske opreme. V primeru, da odkrijejo zlonamerno programsko opremo, jo 
odstranijo iz naprave [13], [14].  
2.1.2.3 Požarne pregrade 
Požarna pregrada (angl. Firewall) je varnostna naprava v omrežju, ki spremlja 
vhodni in izhodni promet ter se na podlagi varnostne politike oziroma pravil odloči, 
kaj bo naredila s prometom. Požarni zid je lahko namenska naprava ali programska 
oprema. Fizični požarni zidovi so po navadi zelo drage naprave, ki so namenjene 
varovanju zasebnih omrežij in so edina stična točka med zasebnim in javnim 
omrežjem. Programski požarni zidovi pa so v večini primerov namenjeni osebni 
uporabi in so nameščeni na končnih napravah. Požarni zidovi vzpostavljajo pregrado 
med varovanim in nadzorovanim notranjim omrežjem ter ne zaupajo zunanjim 
omrežjem, kot je na primer internet. Poznamo dve vrsti požarnih zidov. Prva vrsta so 
klasični požarni zidovi, ki samo filtrirajo pakete, ki izstopajo ali vstopajo v omrežje. 
Požarna pregrada te vrste analizira vsak prispel paket in se na podlagi MAC-naslova, 
IP-naslova, uporabljenega protokola ali pa številke vrat (porta) odloči, kaj bo naredila 
s tem paketom. Slabost te vrste požarnih zidov je, da je v primeru dovoljenega prometa 
enkapsuliran nedovoljen promet, požarna pregrada spusti promet v omrežje, ker ne 
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more pogledati, kaj je znotraj dovoljenega prometa. To težavo so rešile požarne 
pregrade naslednje generacije (angl. Next Generation Firewall, NGFW), ki so 
sposobne analizirati promet tudi na aplikacijskem sloju, poleg tega pa so sposobni 
identificirati uporabnika, ki je poslal neke podatke. Požarne pregrade naslednje 
generacije zato omogočajo veliko višjo stopno varnosti [15], [16].  
2.1.2.4 Navidezna privatna omrežja  
Navidezna privatna omrežja (angl. Virtual Private Network, VPN) oziroma 
virtualno zasebno omrežje naredi tunel med omrežjem in napravo nekega uporabnika. 
To pomeni, da se uporabnik lahko preko navideznega privatnega omrežja poveže od 
doma v omrežje podjetja, kjer je zaposlen. Vsi podatki se prenašajo skozi šifriran tunel, 
ki poteka preko interneta, uporabnik pa se mora identificirati, če želi vzpostaviti VPN-
povezavo z omrežjem podjetja [17], [18].  
2.1.2.5 Segmentacija omrežja 
Tradicionalna omrežja so zasnovana po principu “hrustljava na zunaj in mehka 
od znotraj“. To pomeni, da je težko priti v omrežje. Ko pa nekdo pride vanj, se z 
lahkoto giblje po njem. V primeru, da v omrežje pride napadalec, mu to omogoči 
nemoteno gibanje po njem. Segmentacija omrežja napadalcu otežuje gibanje po njem, 
prav tako pa uporabnikom preprečuje dostop do delov omrežja oziroma do podatkov, 
za katere niso pooblaščeni. Segmentacija omrežja pomeni, da večje omrežje razdelimo 
na manjše omrežne segmente, s tem pa ločimo različne skupine sistemov. Med 
posameznimi segmenti so pogostokrat požarne pregrade, ki preprečujejo oziroma 
omogočajo dostop do podomrežja. Obstajata fizična in pa virtualna segmentacija. 
Prednosti segmentacije so: 
 Določen tip prometa izoliramo in mu preprečimo dostop do določenih 
segmentov omrežja, s tem pa povečamo varnost omrežja. 
 Uporabniki lahko dostopajo samo do tistih omrežnih virov, za katera imajo 
dovoljenje. 
 Ker je v posameznih segmentih manjše število naprav, to pomeni, da je omrežje 
manj obremenjeno, posledično se poveča zmogljivost omrežja. V primeru, da 
se pojavijo težave v podomrežju, so prizadete samo naprave v določenem 
podomrežju in ne vse naprave v omrežju  [19]. 
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2.1.2.6 Analiza prometa v omrežju 
Analiza omrežnega prometa je proces beleženja, pregledovanja in analiziranja 
vsega prometa, ki prihaja ali odhaja iz omrežja. Analiza omrežnega prometa se v 
kibernetski varnosti uporablja za identifikacijo vseh zlonamernih ali sumljivih paketov 
v prometu. Z njeno pomočjo lažje in prej odkrijemo potencialno nevarnost [20].  
2.1.3  Varnost v oblaku 
Oblak je pojem za skupino strežnikov, ki hranijo podatke, aplikacije in 
programsko opremo, do teh stvari pa lahko dostopamo s katero koli napravo, kadar 
koli in kjer koli, pod pogojem, da imamo internetno povezavo. Sprva je bil oblak 
namenjen shranjevanju podatkov, danes pa ponuja neomejene možnosti uporabe. Ker 
do oblaka lahko dostopa kdor koli, kadar koli in kjer koli, to pomeni, da zagotavljanje 
varnosti predstavlja velik izziv. Varnost v oblaku zagotavljamo s pomočjo niza 
varnostnih politik, kontrol, postopkov in tehnologij, ki skupaj sodelujejo pri zaščiti 
infrastrukture v oblaku. Varnostni ukrepi za zagotavljanje varnosti temeljijo predvsem 
na kontroli dostopa do storitve oziroma podatkov v oblaku. Prednost zagotavljanja 
varnosti v oblaku je v tem, da lahko vsa varnostna pravila nastavimo in upravljamo na 
enem mestu, s tem zmanjšamo stroške in kompleksnost zagotavljanja varnosti. Način 
zagotavljanja varnosti je odvisen od potreb podjetja oziroma posameznika, ki 
uporablja oblak [5], [21], [22].  
2.1.4  Varnost v internetu stvari 
Internet stvari (angl. Internet of Things, IoT) je omrežje, v katerega so povezani 
številni vsakdanji predmeti, ki imajo vgrajeno elektroniko in najrazličnejše senzorje 
ter lahko komunicirajo med seboj. Prednost tega je, da nam te naprave olajšajo oziroma 
izboljšajo življenje. Glavna slabost interneta stvari je zagotavljanje varnosti. Težave 
pri zagotavljanju varnosti v zadnjih letih naraščajo, ker je cilj proizvajalcev narediti 
naprave čim cenejše. Eden izmed načinov, kako zmanjšati stroške izdelave, je tudi ta, 
da proizvajalci ne vlagajo v zagotavljanje varnosti naprav. Za  zagotavljanje 
kibernetske varnosti nam velik izziv predstavljajo naslednja področja: 
 varovanje podatkov, 
 zagotavljanje osebne in javne varnosti, 
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 zagotavljanje zasebnosti. 
Ker imamo v internetu stvari v omrežje povezano veliko število naprav, to 
napadalcem omogoča, da te naprave zlorabijo in lahko izvedejo zavrnitev storitve pri 
porazdeljenem napadu (angl. Distributed Denial of Service, DDoS) z veliko količino 
podatkov. Tak napad lahko ogrozi delovanje najrazličnejših sistemov, ki so v današnji 
družbi nujno potrebni. Prvi korak zagotavljanja varnosti morajo storiti že proizvajalci, 
tako da izdelajo naprave, ki so varne in dobro zaščitene. Prav tako morajo zagotavljati 
varnostne posodobitve za celotno življenjsko dobo naprave. Vse naprave v internetu 
stvari so povezane na enoto za upravljanje, ki jo imenujemo tudi center za vodenje in 
nadzor (angl. Comand and Control Center, C&C). Ti centri so odgovorni za 
vzdrževanje programske opreme, konfiguracij  in nameščanja posodobitev. Naprave 
pa z njim komunicirajo preko API-ja. 
 
Slika 2.1:   Primer IoT arhitekture [23] 
Ker je nadzor nad napravami centraliziran, lahko pride do številnih šibkih točk, 
ki jih napadalci lahko izkoristijo: neposodobljene ranljivosti, šibka avtentikacija 
(uporabniki ne zamenjajo privzetih gesel na svojih napravah) ali zlorabijo ranljivosti 
aplikacijskega vmesnika (angl. Application Program Interface, API). Da zagotovimo 
varno uporabo IoT naprav, moramo poskrbeti tako uporabniki kot tudi proizvajalci 
naprav. Uporabniki naprav morajo poskrbeti, da zamenjajo privzeta gesla, da blokirajo 
nepotreben oddaljen dostop,  da redno posodabljajo svoje naprave … Proizvajalci pa 
morajo začeti vlagati več denarja v varnost in skušati narediti naprave, ki bodo v prvi 
vrsti varne, cena pa bo drugotnega pomena [24], [25].  
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2.2  Zakaj potrebujemo kibernetsko varnost 
Njen namen je zaščititi preko interneta povezane sisteme skupaj s strojno in 
programsko opremo ter podatke pred kibernetskimi napadi. Učinkovita kibernetska 
obramba zmanjšuje tveganje za uspešen kibernetski napad in varuje sisteme in podatke 
pred nepooblaščenim dostopom. Uspešno izveden kibernetski napad ima lahko več 
možnih posledic, ki jih lahko razdelimo v 3 skupine: 
 Finančne posledice. Uspešno izvedeni kibernetski napadi v večini primerov 
povzročijo veliko finančno škodo napadenemu podjetju zaradi kraje poslovnih 
in pa bančnih podatkov, kraje denarja, motenja poslovanja, izgube posla in 
strank. Poleg vseh teh posledic pa bo podjetje moralo vložiti veliko denarja v 
obnovo informacijskega sistema in naprav.  
 Posledice, ki prizadenejo ugled. Kibernetski napadi lahko prizadenejo ugled 
nekega podjetja in povzročijo nezaupanje pri strankah in poslovnih partnerjih, 
kar lahko vodi do izgube strank in prodaje ter posledično izgube dobička. Prav 
tako pa lahko vplivajo na odnose s poslovnimi partnerji, vlagatelji ter ostalimi, 
ki so povezani s prizadetim podjetjem.  
 Pravne posledice. Najrazličnejši zakoni o varstvu osebnih podatkov zahtevajo 
od podjetij, da ustrezno zaščitijo podatke svojih strank in poslovnih partnerjev. 
V primeru, da so ti podatki zaradi neustreznih varnostnih ukrepov ogroženi, 
lahko podjetje doletijo finančne kazni in regulativne sankcije.  
Zaradi vseh posledic, ki jih lahko imajo kibernetski napadi, si nihče ne sme 
privoščiti, da bi ignoriral postopke in tehnologije, ki zagotavljajo kibernetsko varnost 
[2], [6], [26].  
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3  Omrežni pregledovalnik 
3.1  Namen rešitve 
Glavni cilj rešitve je bil izdelati produkt, ki bo uporabniku omogočil pregled 
dogajanja v omrežju in ga o tem tudi obvestil. Ciljna skupina bi bili “navadni” ljudje, 
ki bi naš produkt uporabljali v domačem omrežju. To ciljno skupino uporabnikov smo 
si izbrali, ker se številni ljudje ne zavedajo nevarnosti na internetu, ki prežijo na njih. 
Na trgu sicer že obstajajo razni produkti, ki omogočajo spremljanje dogajanja v 
omrežju, vendar so ti večinoma precej dragi in uporabniku, ki ne pozna tega področja, 
nerazumljivi. Zato je bil naš namen izdelati cenovno dostopno in za uporabnika zelo 
enostavno rešitev, ki bi jo znal vsak uporabljati. Prav tako pa želimo dvigniti 
zavedanje, da na internetu prežijo številne nevarnosti. 
3.2  Potek izdelave omrežnega pregledovalnika 
Izdelave omrežnega pregledovalnika smo se lotili tako, da smo najprej razmislili, 
kakšne bodo njegove funkcionalnosti in si jih zapisali na list papirja. Nato smo na 
internetu poiskali tehnologije in programsko opremo, katero bomo uporabili pri 
izdelavi pregledovalnika. Razvoj omrežnega pregledovalnika smo nato razdelili v več 
faz. To smo storili zato, da smo naš glavni problem (razvoj pregledovalnika) razbili na 
več manjših in lažje rešljivih problemov. 
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3.2.1  Izbor načina prikaza rezultatov (Faza 1) 
V prvi fazi smo razmislili, na kašen način bomo prikazali rezultate pregleda 
omrežja. Odločali smo se med tremi možnostmi: 
 prikaz rezultatov v brskalniku, 
 prikaz rezultatov v terminalu, 
 prikaz rezultatov v namizni aplikaciji. 
Odločili smo se za prikaz rezultatov v brskalniku, kar pomeni, da bomo omrežni 
skener naredili kot spletno aplikacijo. Prikaz rezultatov v terminalu se nam za naše 
ciljne uporabnike ni zdel smiseln, ker večina teh uporabnikov ne ve, kaj terminal sploh 
je in kako se ga uporablja. Prav tako se nismo odločili za razvoj namizne aplikacije, 
ker je razvoj take aplikacije veliko bolj zahteven in ga  je mogoče uporabljati samo na 
eni napravi. Za prikaz rezultatov v brskalniku smo se odločili, ker menimo, da je to za 
uporabnika najbolj »prijazen« način uporabe. Prav tako pa omogoča pregled rezultatov 
pregledov omrežja na kateri koli napravi. Za izdelavo spletne aplikacije smo si izbrali 
Pythonovo ogrodje (angl. Framework) Django, ki ga bomo uporabili na strani 
strežnika. Django smo si izbrali zato, ker imamo z njim največ izkušenj ter je 
enostaven za uporabo in omogoča hiter razvoj aplikacij. Za prikaz rezultatov v 
brskalniku pa bomo uporabili Javascript, HTML in CSS. 
3.2.2  Pregledovanje omrežja (Faza 2) 
Pri pregledovanju omrežja smo naleteli na večji problem. Najprej smo se 
pisanja kode za pregledovanje omrežja lotili sami. Kmalu pa smo ugotovili, da je 
omrežni pregledovalnik, ki smo ga napisali, zelo neučinkovit in počasen. Zaradi tega 
smo se lotili iskanja druge rešitve. Najprej smo na GitHubu preverili, ali je že kdo 
naredil omrežni pregledovalnik, ki bi ga lahko uporabili. Našli smo nekaj rešitev, 
vendar se nam nobena ni zdela dovolj učinkovita in razširljiva. Zato smo rešitev iskali 
naprej in kmalu smo naleteli na Nmap (več o njem v poglavju 3.3.3.).  Ugotovili smo, 
da obstaja tudi knjižnica, ki omogoča komunikacijo med Nmapom in Pythonom. 
Nmap smo izbrali predvsem zaradi dejstva, da je zelo učinkovit, enostaven ter 
omogoča številne možnosti, kako pregledati omrežje in katere informacije pridobiti iz 
njega. Pregledovanje omrežja smo razdelili na dva dela. V prvem delu pregledamo 
omrežje in iz njega dobimo samo naprave, ki so prižgane.  
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Slika 3.1:  Funkcija, ki poišče vse naprave v omrežju 
V drugem delu pa vsako najdeno napravo še dodatno pregledamo in pridobimo 
bolj natančne informacije o njej, kot so na primer odprta vrata (angl. Ports), verzija 
operacijskega sistema ... Za tak pristop smo se odločili, da povečamo hitrost 
pregledovanja omrežja. Pregledovanje omrežja, pri katerem poiščemo samo naprave v 
omrežju in potem vsako napravo posebej še bolj temeljito pregledamo, je veliko 
hitrejše kot pa če  bi temeljito pregledovali celotno omrežje. Podatke, ki jih dobimo iz 
omrežja, shranimo v PostgreSQL bazo podatkov. 
3.2.3  Prikaz rezultatov (Faza 3) 
Za prikaz podatkov iz pregledanega omrežja smo na internetu poiskali knjižnico, 
ki bi nam omogočila lep prikaz omrežja. Med brskanjem po internetu smo naleteli na 
knjižnico Vis.js. Knjižnica nam je bila v trenutku zelo všeč, ker je zelo dobro 
dokumentirana, je brezplačna in omogoča, da si jo vsak uporabnik prilagodi po svoje. 
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Slika 3.2:  Prikaz omrežja z knjižnico Vis.js 
Knjižnica Vis.js deluje tako, da imamo vozlišča (angl. nodes) in  povezave (angl. 
edges). V našem primeru so vozlišča pregledane naprave. Vsako vozlišče je določeno 
s točno določeno strukturo objektnega JavaScript zapisa (angl. JavaScript Object 
Notation, JSON), ki mora vsebovati naslednje ključe: 
 id – je unikaten za vsako vozlišče posebej, 
 shape – vsa vozlišča imajo vrednost image, 
 image –  ima lahko vrednost Firewall, internet, Switch, VM ali vmware, 
 label – ta ključ je opcijski in prikaže vrednost pod vozliščem. 
 
Slika 3.3:   Primer objektnega javascript zapisa, ki opiše vozlišče 
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Tudi vsaka povezava je določena na podlagi objektnega JavaScript zapisa. 
JSON, ki opiše povezavo, mora vsebovati naslednje ključe: 
 from – ima vrednost, ki je enaka vrednosti id naprave, pri kateri se povezava 
začne, 
 to – ima vrednost, ki je enaka vrednosti id naprave, pri kateri se povezava 
zaključi, 
 label – ta ključ je opcijski in prikaže vrednost na sredini povezave. 
 
Slika 3.4:  Primer objektnega JavaScript zapisa, ki opiše povezavo 
3.2.4  Iskanje razlik med dvema Json-oma (Faza 4) 
Vsi podatki o omrežju so shranjeni v bazi podatkov. Če želimo primerjati 
poročili dveh pregledovanj omrežja, moramo podatke iz baze podatkov zapisati v 
objektni JavaScript zapis (angl. Javascript Object Notation, JSON). Dva zapisa pa 
lahko med seboj primerjamo in odkrijemo vse razlike. Najprej smo na internetu 
poskušali poiskati knjižnico, ki bi jo lahko uporabili za primerjavo zapisov. Našli smo 
nekaj knjižnic, ki omogočajo primerjavo dveh objektnih JavaScript zapisov, vendar 
nobena ni delovala tako, kot smo pričakovali. Problem je nastal takrat, ko sta se na 
enakem mestu v dveh objektnih JavaScript zapisih (angl. Javascript Object Notation, 
JSON) pojavili napravi, ki sta se razlikovali samo v enem parametru. Vse knjižnice so 
to obravnavale kot enako napravo, kjer se je spremenil samo en parameter, v resnici 
pa je šlo za dve različni napravi. To težavo smo odpravili tako, da smo poiskali take 
naprave in jih odstranili iz zapisa.  
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Slika 3.5:  Funkcija, ki odstrani različne naprave 
Na tak način smo v obeh objektnih JavaScript zapisih dobili enake naprave, ki 
se lahko razlikujejo samo v odprtih oziroma zaprtih vratih (angl. Ports). Nato smo 
uporabili knjižnico deepdiff, ki nam je omogočila, da smo poiskali vsa vrata (angl. 
Ports), ki so se odprla med dvema pregledoma omrežja. 
3.3  Uporabljena programska oprema 
Večino omrežnega skenerja smo napisali v programskem jeziku Python. V 
poglavju 3.3.1.2. bomo opisali vse pomembnejše knjižnice, ki smo jih uporabili za 
izdelavo omrežnega pregledovalnika. Za prikaz podatkov v brskalniku smo uporabili 
programski jezik JavaScript ter njegovo knjižnico Vis.js, ki jo bomo opisali v poglavju 
3.3.2.1. Za pregledovanje omrežja smo uporabili Nmap, ki ga bomo opisali v poglavju 
3.3.3. Ostale tehnologije smo uporabili za optimizacijo delovanja omrežnega 
pregledovalnika in za zagotavljanje nemotenega delovanja. 
3.3.1  Python 
Python je interpretiran programski jezik za splošno uporabo in je eden izmed 
najpriljubljenejših programskih jezikov v zadnjih letih. Razlogov, zakaj je Python 
postal tako priljubljen, je verjetno več. Glavni razlogi so:  
 Uporabimo ga lahko na vseh operacijskih sistemih. 
 Je enostaven za učenje. 
 Je združljiv z večino ostalih programskih jezikov. 
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 Je odprtokoden. 
 Z njim lahko naredimo praktično vse (spletne aplikacije, namizne aplikacije, 
omrežno programiranje, razvoj iger, uporablja se tudi v znanstvene in 
izobraževalne namene). 
Ustvaril ga je Guido van Rossum leta 1991. V diplomski nalogi smo uporabili 
Python verzije 3.7. Za uporabo Pythona smo se odločili, ker je enostaven za uporabo, 
je zmogljiv in omogoča relativno hiter razvoj aplikacij. Za izdelavo spletne aplikacije 
smo uporabili Pythonovo ogrodje za izdelavo spletnih aplikacij Django verzije 2.2, ki 
ga bomo opisali v poglavju 3.3.1.1. [27] 
3.3.1.1. Django 
Django je spletno ogrodje Pythona, ki omogoča hiter razvoj spletnih aplikacij. 
Naredila ga je ekipa izkušenih razvijalcev. Poskrbeli so za številne težave, na katere 
bi naleteli, če bi se sami lotili razvoja spletne aplikacije od začetka. Z namestitvijo 
dobimo delujočo SQLite bazo podatkov, ki jo lahko kadar koli zelo enostavno 
zamenjamo za katero koli drugo SQL bazo podatkov. Poskrbeli so tudi za preverjanje 
prijavnih vnosnih polj, prav tako dobimo tudi popolnoma delujočo stran, ki nam 
omogoča pregled podatkov v bazi podatkov in dodajanje novih uporabnikov.  Zaradi 
tega se lahko osredotočimo na razvoj lastne aplikacije, ne da bi nam bilo potrebno 
ponovno »izumljati kolesa«. Django je brezplačen in odprtokoden. Zasnovan je tako, 
da razvijalcem omogoča najhitrejšo pot od koncepta do popolno delujoče aplikacije 
[28].   
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3.3.1.2. Uporabljene knjižnice 
 
Slika 3.6:  Uporabljene python knjižnice 
Na zgornji sliki (Slika 3.6) so prikazane vse knjižnice, ki so potrebne za nemoteno 
delovanje omrežnega pregledovalnika. Opisali bomo samo najpomembnejše knjižnice. 
 CELERY je asinhrona odprtokodna čakalna vrsta opravil, ki razporeja 
izvajanje posamičnih nalog. Uporablja se v aplikacijah, kjer se nekatere naloge 
lahko izvajajo dalj časa oziroma več enakih nalog teče istočasno. S pomočjo 
programske opreme Celery lahko te naloge razporedimo med vsemi 
razpoložljivimi viri. Usmerjen je predvsem v obdelavo zahtev v realnem času, 
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prav tako pa omogoča izvajanje nalog periodično oziroma načrtovanje 
izvajanja nalog v prihodnosti. V diplomski nalogi smo Celery uporabili za 
izvajanje periodičnih pregledov omrežja [29].  
 CHANNELS je knjižnica, ki razširi Djangove sposobnosti in je namenjena 
upravljanju različnih komunikacijskih protokolov (npr. WebSocket, IoT 
protokoli ...). Knjižnica ustvari novo plast pod Django jedrom, kar omogoča, 
da Django teče v sinhronem načinu, a asinhrono obravnava povezave in 
vtičnice (angl. Sockets). To knjižnico smo uporabili zato, da lahko v realnem 
času prikažemo rezultate iz terminalov, ki se preko WebSocketa prenesejo v 
brskalnik, ko »pingamo« napravo [30].  
 JSONDIFF je knjižnica, ki omogoča iskanje razlik med dvema jsonoma. 
 REQUESTS je knjižnica, ki omogoča pošiljanje HTTP sporočil. 
 PYTHON-NMAP je knjižnica, ki nam omogoča poganjanje nmap ukazov v 
Python okolju. 
3.3.2  Javascript 
JavaScript je programski jezik, ki se uporablja za izdelavo dinamičnih spletnih 
strani oziroma kadar želimo spletni strani dodati posebne efekte. Omogoča nam 
izvajanje kompleksnih oziroma dinamičnih operacij na spletni strani, prav tako pa 
omogoča manipulacijo HTML in CSS datotek. Najprej je bil namenjen samo za 
uporabnika, v zadnjih letih pa je zelo priljubljen postal Node.js, ki omogoča izvajanje 
JavaSrcipt kode na strani strežnika. JavaScript smo uporabili za dinamično 
spreminjanje strani v primeru klika na določen element. Prav tako pa smo ga uporabili 
za prikaz elementov omrežja, oziroma smo uporabili knjižnico Vis.js, ki jo bomo 
opisali v poglavju 3.3.2.1. [31] 
3.3.2.1 Vis.js 
Knjižnica Vis.js je namenjena obdelavi in prikazu velike količine dinamičnih 
podatkov v brskalniku. Je enostavna za uporabo in omogoča upravljanje in interakcijo 
s podatki. Z njeno pomočjo lahko prikažemo omrežja, 2D in 3D grafe ter različne 
časovnice. Slike 3.7, 3.8, 3.9 in 3.10 prikazujejo nekaj možnih uporab knjižnice Vis.js. 
Knjižnico smo uporabili za prikaz pregledanega omrežja [32].  
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Slika 3.7:   Prikaz časovnice z Vis.js [33] 
 
Slika 3.8:  Prikaz omrežja z Vis.js [34] 
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Slika 3.9:   Prikaz 3d grafa z Vis.js [35] 
 
Slika 3.10:  Prikaz 2d grafa z Vis.js [36] 
3.3.3  Nmap 
Nmap je brezplačen in odprtokoden omrežni pregledovalnik, ki je namenjen 
odkrivanju naprav in storitev, ki tečejo na napravah v omrežju. Deluje tako, da v 
omrežje pošilja sporočila in nato analizira odzive naprav na poslana sporočila. 
Uporabljamo ga lahko na večini sodobnih operacijskih sistemov [37].  
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3.3.4  WebSocket 
WebSocket je komunikacijski protokol, ki omogoča obojestransko 
komunikacijo preko protokola za krmiljenje transporta (angl. Transport Control 
Protocol, TCP) seje med uporabnikom oziroma brskalnikom in pa strežnikom. 
Prednost WebSocket-a je v tem, da se lahko podatki iz strežnika in na strežnik 
prenašajo v realnem času, brez da bi katera od strani zahtevala podatke, pri tem pa je 
povezava vedno odprta. WebSocket je tudi veliko bolj učinkovit za manjša sporočila 
kot protokol za prenos hiperteksta (angl. Hypertext Transport Protocol, HTTP), ker se 
v glavi sporočila prenaša veliko manjša količina podatkov. Komunikacija poteka preko 
porta 80 oziroma 443 v primeru šifrirane povezave. WebSocket smo v diplomski 
nalogi uporabili za prikaz odziva naprave v primeru, ko jo »pingamo« [38].  
3.3.5  PostgreSQL 
PostgreSQL je zelo zmogljiva in odprtokodna baza podatkov. V diplomski 
nalogi smo jo uporabili za shranjevanje podatkov, ki jih dobimo pri pregledovanju 
omrežja. 
3.3.6  RabbitMQ 
RabbitMQ je najbolj razširjen odprtokodni posrednik sporočil. Je enostaven za 
uporabo. Uporabimo pa ga lahko na fizični opremi ali pa v oblaku. Podpira več 
komunikacijskih protokolov. Uporabili smo ga za nemoteno delovanje Celery-a, 
njegovo delovanje smo opisali v poglavju 3.3.1.2. [39] 
3.3.7  Bootstrap 
Bootstrap omogoča hiter in enostaven razvoj dinamične spletne strani. 
Sestavljajo ga predpripravljeni CSS, HTML in JavaScript objekti, ki jih lahko zelo 
hitro in enostavno sestavimo skupaj in na tak način dobimo spletno stran, ki lepo deluje 
na vseh napravah.  
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3.3.8  Apache strežnik 
Apache je najbolj razširjena in uporabljena programska oprema za spletne 
strežnike. Teče na približno 67 % vseh spletnih strežnikih. Je robusten, odprtokoden, 
hiter, varen in zanesljiv. Z uporabo različnih razširitev in modulov ga z lahkoto 
prilagodimo najrazličnejšim okoljem [40].  
3.4  Predstavitev programske rešitve 
Programsko opremo omrežnega pregledovalnika lahko razdelimo v dva sklopa. 
V prvi sklop lahko štejemo programsko opremo, ki se izvaja na strani strežnika, v drugi 
sklop pa sodi programska oprema, ki se izvaja v brskalniku. V nadaljevanju bomo 
opisali delovanje vsakega sklopa posebej. 
 
Slika 3.11:  Shema aplikacije 
3.4.1  Programska oprema na strežniku 
Glavni element strežniškega dela omrežnega skenerja predstavlja Django, ki je 
napisan v programskem jeziku Python. Django skrbi, da vse komponente med seboj 
komunicirajo in delajo tako, kot pričakujemo. Poleg Djanga na strežniku teče tudi 
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nekaj ostalih storitev, ki zagotavljajo delovanje točno določenih funkcionalnosti 
omrežnega skenerja. Django ima točno določeno strukturo. Sestavljen je iz glavnega 
repozitorija (v našem primeru je to »network_scanner«), v katerem se nahajajo vse 
nastavitve, ki skrbijo, da so vsi elementi med seboj povezani, ter iz posameznih 
aplikacij, ki imajo točno določeno funkcionalnost (strukturo omrežnega 
pregledovalnika prikazuje Slika 3.12). V našem primeru aplikacija display_network 
skrbi za prikazovanje podatkov o omrežju, ki jih dobimo s pregledovanjem. Aplikacija 
interface skrbi za prikazovanje vseh statičnih datotek (HTML, CSS in JavaScript). V 
tej aplikaciji je shranjena tudi večina statičnih datotek v mapi static. Aplikacija 
scan_network pa skrbi za pregledovanje omrežja, shranjevanje podatkov pregledovanj 
in primerjavo posameznih poročil.  
 
Slika 3.12:  Struktura Djanga 
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Ko v brskalniku nastavimo periodično pregledovanje, Django poskrbi, da 
podatke zapiše v bazo podatkov in nalogo preda Celeryju, ki nato komunicira s 
storitvijo RabbitMQ, ki skrbi za izvajanje periodičnih pregledovanj. Vsakič ko Celery 
preda nalogo storitvi RabbitMQ, ta poišče točno določeno nalogo v datoteki tasks.py. 
V našem primeru se datoteka tasks.py nahaja samo v aplikaciji scan_network, lahko 
pa bi se nahajala kjer koli znotraj projekta. 
 
Slika 3.13:  Primer naloge, ki pregleda omrežje in shrani podatke 
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3.4.2  Programska oprema v brskalniku 
V brskalniku je večina omrežnega pregledovalnika napisana v programskem 
jeziku JavaScript. Za strukturo spletne strani skrbi HTML, za izgled pa CSS. Za prikaz 
podatkov o omrežju smo uporabili knjižnico Vis.js. Kot smo že omenili v poglavju 
3.4.1., se večina statičnih datotek nahaja v aplikaciji interface. Django skrbi, da se 
vsaka stran pravilno prikaže in da smo preusmerjeni na želeno stran, ko to želimo. Prav 
tako pa Django poskrbi za preverjanje podatkov, ki jih uporabnik vnese v vnosna polja. 
Na tak način prepreči, da bi uporabnik zlorabil spletno aplikacijo. 
Ko odpremo neko poročilo, aplikacija deluje tako, da brskalnik naroči Djangu, 
naj mu priskrbi podatke o želenem poročilu. Django zahteva sprejem in v bazi 
podatkov poišče poročilo ter ga obdela tako, da bo brskalnik lahko prikazal podatke. 
Podatki za prikaz v brskalniku se obdelajo v aplikaciji display_network. 
3.5  Možne izboljšave 
Omrežni skener ima številne možnosti, kako ga razširiti oziroma kako dopolniti 
njegovo delovanje. Trenutna najslabša lastnost omrežnega pregledovalnika je 
obveščanje uporabnika o tem, kaj se dogaja v omrežju. Uporabnika, ki se ne spozna 
na področje računalništva in kibernetske varnosti, bi omrežni skener moral opozoriti, 
da ima ranljivost v omrežju in ga voditi skozi postopke, kako to ranljivost odpraviti. 
Trenutna verzija omrežnega pregledovalnika, v primeru da je na usmerjevalnik 
priklopljenih več omrežij, ne zna ugotoviti, da gre za eno napravo. Prav tako pri izrisu 
omrežja predvideva, da je usmerjevalnik na prvem IP-naslovu v omrežju. To sta 
lastnosti, katere bi bilo v prihodnosti smiselno odpraviti. Težavo smo skušali odpraviti 
s pomočjo »tracerouta«, vendar je zadeva delovala zelo počasi oziroma nismo dobili 
pravega odziva. 
Omrežni skener bi lahko razširili tudi tako, da bi preverjali, ali se v omrežju 
nahaja kakšna naprava, za katero obstaja verjetnost, da je na njej nameščena 
zlonamerna programska koda. To bi lahko implementirali s pomočjo funkcionalnosti 
Nmap-a, ki na napravah išče znane podpise zlonamerne programske kode.
  
4  Navodila za namestitev 
4.1  Namestitev programske opreme 
Navodila so napisana za namestitev omrežnega skenerja na Ubuntu strežniku verzije 
18.04. Preden začnemo z namestitvijo omrežnega skenerja na strežnik, moramo 
preveriti, če je na strežniku naložen Python, ki mora biti verzije vsaj 3.6.  
Verzijo Pythona preverimo z ukazom: 
1. python3 --version 
Če imamo nameščen Python, lahko nadaljujemo s postopkom namestitve. Pred 
prenosom programske kode moramo najprej nastaviti Ubuntu strežnik in vse ostale 
potrebne tehnologije in storitve. Poženemo komando: 
2. sudo visudo 
Na zaslonu se nam prikaže mesto, kjer urejamo pravice uporabnikov na strežniku. Za 
nemoteno delovanje omrežnega skenerja je potrebno vsem uporabnikom, ki so 
oziroma bodo povezani z omrežnim pregledovalnikom, omogočiti izvajanje sudo 
komande brez vpisovanja gesla. Pri popravljanju teh datotek moramo biti zelo 
previdni, ker v skrajnem primeru lahko »uničimo« strežnik in ga bo potrebno ponovno 
nastaviti. Na koncu datoteke dodamo spodnji dve vrstici in pritisnemo control X in 
nato y ter potrdimo s pritiskom na »enter«. S tem dodamo pravice uporabnikoma 
www-data in celery (kreirali jih bomo v nadaljevanju), da izvajata sudo komande brez 
vpisovanja gesla: 
3. www-data        ALL=(ALL:ALL) NOPASSWD: ALL 
4. celery          ALL=(ALL:ALL) NOPASSWD: ALL 
Ko to storimo, lahko začnemo z nameščanjem ostale programske opreme, ki jo bomo 
potrebovali za delovanje omrežnega pregledovalnika. Najprej moramo naložiti Python 
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»package manager«, ki skrbi za nameščanje Pythonovih knjižnic. To storimo z 
ukazom: 
5. sudo apt-get install python3-pip 
Nato naložimo še git (uporabili ga bomo za prenos programske kode na strežnik), 
Nmap (namenjen je pregledovanju omrežja) in pa PostgreSQL. 
6. sudo apt-get install git nmap postgresql postgresql-
contrib libpq-dev 
Ko se stvari naložijo, moramo nastaviti PostgreSQL bazo podatkov, v katero bo 
omrežni pregledovalnik zapisoval podatke. Poženemo komando: 
7. sudo -u postgres psql 
Zgornja komanda nam odpre ukazno vrstico, ki nam omogoči, da ustvarimo bazo 
podatkov. Spodnji ukazi ustvarijo bazo podatkov z imenom Networkscaner in 
uporabnika admin z geslom admin. Geslo in uporabniško ime si je potrebno zapomniti, 
ker ga bomo  potrebovali v nadaljevanju. Ukaze vpisujemo posamično! 
CREATE DATABASE networkscaner; 
CREATE USER admin WITH PASSWORD 'admin'; 
ALTER ROLE admin SET client_encoding TO 'utf8'; 
ALTER ROLE admin SET default_transaction_isolation TO 
'read committed'; 
ALTER ROLE admin SET timezone TO 'CET'; 
GRANT ALL PRIVILEGES ON DATABASE networkscaner TO 
admin; 
\q  
Pri nastavljanju baze podatkov moramo biti previdni, da vedno uporabljamo enojne 
narekovaje.  
Ko uspešno namestimo in nastavimo bazo podatkov, se lahko lotimo nameščanja 
RabbitMQ-ja. To storimo tako, da izvedemo spodnjo komando: 
8. sudo apt-get install -y erlang rabbitmq-server 
Storitev zaženemo, tako da izvedmo komandi: 
9. sudo systemctl enable rabbitmq-server 
10. sudo systemctl start rabbitmq-server 
Nato preverimo, če se je storitev zagnala s komando: 
11. systemctl status rabbitmq-server 
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Za izhod pritisnemo q. 
4.2  Namestitev programske kode omrežnega pregledovalnika 
Da namestimo programsko kodo omrežnega pregledovalnika, se moramo najprej 
premakniti v mapo, kamor bomo klonirali programsko kodo iz GitLab-a. V našem 
primeru bomo kodo klonirali v mapo /home/{USERNAME}/. V nadaljevanju bodo v 
zavitih oklepajih zapisani parametri, ki jih moramo sami popraviti. V želeno mapo se 
premaknemo z ukazom: 
12. cd /home/{USERNAME}/ 
Nato poženemo komando: 
13. git clone 
https://gitlab.com/waschlmihael/network_scanner.git 
V ukazno vrstico vpišemo ls, da preverimo, ali je repozitorij uspešno kloniran.  Če se 
nam na zaslonu pokaže mapa z imenom Network_scanner, to pomeni, da se je 
repozitorij uspešno kloniral. 
Nato mapi spremenimo pravice z ukazom: 
14. sudo chmod 7777 network_scanner/ 
Ko to storimo, se premaknemo v mapo z ukazom cd network_scanner/ in lahko 
začnemo z nastavljanjem Python okolja.  
Najprej ustvarimo Pythonovo virtualno okolje, ki ga bomo uporabili za zagon 
omrežnega pregledovalnika. To storimo tako, da najprej naložimo virtualenv z 
ukazom: 
15. sudo apt install virtualenv 
Virtualno okolje ustvarimo z ukazom: 
16. virtualenv -p /usr/bin/python3.6 venv 
Ko ustvarimo virtualno okolje, ga moramo aktivirati. To storimo z ukazom:  
17. source venv/bin/activate  
Če se nam na začetku ukazne vrstice izpiše venv, to pomeni, da smo uspešno aktivirali 
virtualno okolje.  
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Slika 4.1:  Aktivacija virtualnega okolja 
Ko imamo aktivirano virtualno okolje, lahko začnemo z nameščanjem vseh potrebnih 
knjižnic. To storimo z ukazom: 
18. pip3 install -r requirements.txt 
Če se knjižnice uspešno namestijo, lahko začnemo popravljati datoteko, kjer se 
nahajajo nastavitve Django strežnika. Nastavitve odpremo z ukazom: 
19. sudo nano network_scanner/settings.py  
Naša prva naloga je, da v nastavitvah poiščemo spremenljivko z imenom DATABASES 
in jo zamenjamo s spodnjo kodo: 
DATABASES = { 
  'default':{   
 'ENGINE':'django.db.backends.postgresql_psycopg2, 
'NAME': 'networkscaner', 
'USER': 'admin', 
'PASSWORD': 'admin', 
'HOST': 'localhost', 
'PORT': '5432' 
    } 
} 
V primeru, da smo v poglavju 4.1 pri sedmem koraku uporabili drugo ime baze, 
uporabniško ime ali geslo, moramo to ustrezno upoštevati. Ko spremenimo vse 
potrebne parametre, pritisnemo control X, nato y in potrdimo spremembe s pritiskom 
na enter. Ko smo zaključili s popravljanjem nastavitev, lahko v bazo podatkov 
uvozimo podatke. To storimo z ukazoma:  
20. python3 manage.py makemigrations 
21. python3 manage.py migrate 
Nato ustvarimo uporabnika z vsemi pravicami, ki bo lahko dostopal do omrežnega 
pregledovalnika.  Izvedemo komando in vnesemo vse zahtevane podatke: 
22. python3 manage.py createsuperuser 
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Delovanje preverimo tako, da izvedemo komando in v brskalniku preverimo 
delovanje: 
23. python3 manage.py runserver 0.0.0.0:8000  
Odpremo brskalnik in vpišemo https://{IP_NASLOV_STREŽNIKA}:8000. Ko se 
nam stran naloži, vpišemo uporabniško ime in geslo, ki smo si ga izbrali pri koraku 
22. 
4.3  Konfiguracija Apache strežnika 
Najprej moramo shraniti vse statične datoteke projekta (HTML, CSS in JavaScript) v 
eno mapo. To storimo tako, da izvedemo komando: 
24. python3 manage.py collectstatic 
Ko to storimo,  moramo naložiti Apache s komando: 
25. sudo apt-get install apache2 libapache2-mod-wsgi-py3 
Ko se Apache namesti, se prestavimo v mapo /etc/apache2/sites-available/ 
26. cd /etc/apache2/sites-available/ 
in prekopiramo prevzete nastavitve v django_metwork_scaner.conf z ukazom: 
27. sudo cp 000-default.conf django_metwork_scaner.conf 
Odpremo datoteko django_metwork_scaner.conf s spodnjim ukazom: 
28. sudo nano django_metwork_scaner.conf 
V datoteko, ki smo jo odprli pred </VirtualHost>,  dodamo spodnjo konfiguracijo (paziti 
moramo, da zamenjamo vse vrednosti v zavitih oklepajih): 
 
Alias /static /home/{USERNAME}/network_scanner/static 
<Directory /home/{USERNAME}/network_scanner/static> 
 Require all granted 
</Directory> 
 
<Directory 
/home/{USERNAME}/network_scanner/network_scanner> 
 <Files wsgi.py> 
  Require all granted 
 </Files> 
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</Directory> 
 
WSGIScriptAlias / 
/home/{USERNAME}/network_scanner/network_scanner/wsgi.py 
WSGIDaemonProcess django_app python-
path=/home/{USERNAME}/network_scanner python-
home=/home/{USERNAME}/network_scanner/venv 
WSGIProcessGroup django_app 
Izvedemo komandi: 
29. sudo a2ensite django_metwork_scaner.conf  
30. sudo a2dissite 000-default.conf  
Nato se prestavimo v direktorij /home/{USERNAME}/network_scanner/:  
31. cd /home/{USERNAME}/network_scanner/ 
in izvedemo komando:  
32. sudo chown :www-data network_scanner/ 
Nato resetiramo Apache z ukazom:  
33. sudo service apache2 reload  
in preverimo delovanje strežnika v brskalniku. 
4.4  Konfiguracija Celerya 
Celery je potrebno nastaviti kot proces, ki teče v ozadju. To storimo tako, da najprej 
ustvarimo uporabnika Celery z ukazom: 
34. sudo useradd celery -d /home/celery/ -b /bin/bash.  
Nato ustvarimo mapo, kamor bo Celery shranjeval podatke o njegovem delovanju ter 
ji dodamo ustrezne pravice. 
35. sudo mkdir /var/log/celery 
36. sudo chown -R celery:celery /var/log/celery 
37. sudo chmod -R 755 /var/log/celery 
38. sudo mkdir /var/run/celery  
39. sudo chown -R celery:celery /var/run/celery 
40. sudo chmod -R 755 /var/run/celery 
Najprej izvedemo komando:  
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41. sudo mkdir /etc/conf.d/  
nato  izvedemo še: 
42. sudo nano /etc/conf.d/celery  
Odpre se nam urejevalnik besedila in vanj prekopiramo spodnje nastavitve (paziti je 
potrebno, da zamenjamo vse podatke v zavitih oklepajih): 
# Name of nodes to start 
# here we have a single node 
CELERYD_NODES="w1" 
# or we could have three nodes: 
#CELERYD_NODES="w1 w2 w3" 
 
# Absolute or relative path to the 'celery' command: 
CELERY_BIN="/home/{USERNAME}/network_scanner/venv/bin/cel
ery" 
 
# App instance to use 
# comment out this line if you don't use an app 
CELERY_APP="network_scanner" 
 
# How to call manage.py 
CELERYD_MULTI="multi" 
 
# Extra command-line arguments to the worker 
CELERYD_OPTS="--time-limit=300 --concurrency=8" 
 
# - %n will be replaced with the first part of the 
nodename. 
# - %I will be replaced with the current child process 
index 
#   and is important when using the prefork pool to avoid 
race conditions. 
CELERYD_PID_FILE="/var/run/celery/%n.pid" 
CELERYD_LOG_FILE="/var/log/celery/%n%I.log" 
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CELERYD_LOG_LEVEL="INFO" 
Pritisnemo control X in nato y ter shranimo spremembe s pritiskom na enter. Nato 
izvedemo komando: 
43. sudo nano /etc/systemd/system/celery.service 
Ponovno se nam odpre urejevalnik besedila in vanj prekopiramo spodnjo konfiguracijo 
(paziti je potrebno, da zamenjamo vse podatke v zavitih oklepajih razen tistih, ki 
vsebujejo Celery):  
 
[Unit] 
Description=Celery Service 
After=network.target 
 
[Service] 
Type=forking 
User=celery 
Group=celery 
EnvironmentFile=/etc/conf.d/celery 
WorkingDirectory=/home/{USERNAME}/network_scanner/ 
ExecStart=/bin/sh -c '${CELERY_BIN} multi start 
${CELERYD_NODES} \ 
  -A ${CELERY_APP} --pidfile=${CELERYD_PID_FILE} \ 
  --logfile=${CELERYD_LOG_FILE} --
loglevel=${CELERYD_LOG_LEVEL} ${CELERYD_OPTS}' 
ExecStop=/bin/sh -c '${CELERY_BIN} multi stopwait 
${CELERYD_NODES} \ 
  --pidfile=${CELERYD_PID_FILE}' 
ExecReload=/bin/sh -c '${CELERY_BIN} multi restart 
${CELERYD_NODES} \ 
  -A ${CELERY_APP} --pidfile=${CELERYD_PID_FILE} \ 
  --logfile=${CELERYD_LOG_FILE} --
loglevel=${CELERYD_LOG_LEVEL} ${CELERYD_OPTS}' 
 
[Install] 
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WantedBy=multi-user.target 
Podoben postopek ponovimo za Celerybeat. Poženemo komando: 
44. sudo nano /etc/systemd/system/celerybeat.service 
in prekopiramo spodnjo konfiguracijo (paziti je potrebno, da zamenjamo vse podatke 
v zavitih oklepajih razen tistih, ki vsebujejo Celery): 
 
[Unit] 
 
Description=Celery Beat Service 
After=network.target 
 
[Service] 
Type=simple 
User=celery 
Group=celery 
EnvironmentFile=/etc/conf.d/celery 
WorkingDirectory=/home/{USERNAME}/network_scanner/ 
ExecStart=/bin/sh -c '${CELERY_BIN} beat -A ${CELERY_APP} 
--scheduler 
django_celery_beat.schedulers:DatabaseScheduler' 
 
[Install] 
WantedBy=multi-user.target 
Izvedemo komande: 
45. sudo systemctl daemon-reload 
46. sudo systemctl start celery 
47. sudo systemctl satart celerybeat 
Zadnje tri komande moramo pognati vsakič, ko spremenimo katero koli nastavitev 
Celery-ja. Na koncu samo še preverimo, če Celery in Celerybeat delujeta z ukazoma: 
48. sudo systemctl status celery 
49. sudo systemctl status celerybeat 
  
5  Navodila za uporabo 
5.1  Dodajanje novih uporabnikov 
Za dodajanje novega uporabnika se moramo najprej prijaviti v aplikacijo. V 
brskalniku obiščemo naslov, na katerem se nahaja omrežni skener. Odprla se nam bo 
prijavna stran, kjer vpišemo podatke uporabnika, ki smo jih ustvarili pri 22. točki v 
poglavju 4.1 in pritisnemo »log in«. 
 
Slika 5.1:  Login stran 
Odprla se nam bo domača stran, kjer lahko nastavimo periodično pregledovanje 
omrežja, a o tem bomo govorili v nadaljevanju. V zgornjem desnem kotu kliknemo na 
ime uporabnika (v našem primeru je to Admin), da se nam odpre padajoči meni (angl. 
Dropdown menu) in pritisnemo na »Admin stran«. Odprla se nam bo stran, kjer lahko 
dodamo uporabnika oziroma obstoječemu uporabniku zamenjamo geslo. 
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Slika 5.2:   Domača stran 
 Ko se nam stran naloži, pritisnemo na Users pod zavihkom 
AUTHENTICATION AND AUTHORIZATION in odprla se nam bo stran, kjer so 
prikazani vsi uporabniki naše aplikacije. 
 
Slika 5.3 Dodajanje novega uporabnika 
V desnem zgornjem kotu kliknemo tipko »ADD USER«, da dodamo novega 
uporabnika ali kliknemo na ime uporabnika, da spremenimo podatke o njem. 
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Slika 5.4:  Pregled uporabnikov 
Če pritisnemo »ADD USER«, se nam odprejo tri polja, kamor vpišemo 
zahtevane podatke. Vpišemo podatke in pritisnemo na tipko »SAVE«. Aplikacija nas 
bo preusmerila na novo stran, kjer dodamo bolj natančne podatke o uporabniku in mu 
dodelimo pravice, do česa lahko dostopa in do česa ne. Pravice za dostop urejamo pod 
zavihkom »PERMISSIONS«. Ko spremenimo vse, kar smo želeli, v spodnjem desnem 
kotu pritisnemo tipko »SAVE«. 
 
Slika 5.5:  Dodajanje pravic uporabnikov 
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Ko zaključimo z urejanjem, kliknemo tipko »VIEW SITE« v zgornjem desnem 
kotu kot kaže Slika 5.6. To nas bo preusmerilo na domačo stran. 
 
Slika 5.6 Pregled uporabnikov 
5.2  Periodično pregledovanje omrežja 
Periodično pregledovanje omrežja lahko nastavimo, če kliknemo tipko 
»Domov« ali pa ga lahko izberemo iz padajočega menija, če kliknemo na 
»Nastavitve«. Odprla se nam bo stran, kjer moramo vpisati vse želene podatke in na 
koncu pritisnemo »Nastavi«. Za večja omrežja je priporočljivo, da izberemo daljšo 
periodo pregledovanja omrežja. 
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Slika 5.7:   Konfiguracija periodičnega pregledovanja omrežja 
Če kliknemo na »Nastavitve« in iz menija izberemo »Pregled nastavljenih 
skeniranj«, se nam bo odprla stran, kjer imamo pregled nad vsemi nastavljenimi 
pregledi omrežja. Po potrebi jih lahko tudi odstranimo, tako da kliknemo na kvadratek 
na koncu želenega pregledovanja in pritisnemo tipko »Odstrani«.  
 
Slika 5.8:  Nastavljena periodična pregledovanja omrežja 
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5.3  Enkratno pregledovanje omrežja 
Omrežni pregledovalnik omogoča tudi enkratno pregledovanje omrežja. 
Nastavimo ga tako, da kliknemo na »Nastavitve« in izberemo »Enkratno skeniranje«. 
Nato vpišemo vse zahtevane parametre in pritisnemo »Nastavi«. To bo sprožilo 
pregledovanje omrežja. Ko bo pregledovanje končano, nas bo preusmerilo na stran, 
kjer se bo prikazalo pregledano omrežje z vsemi parametri. 
5.4  Pregled poročil 
Vsa poročila najdemo, če v navigacijski vrstici izberemo »Poročila« in iz menija 
izberemo »Pregled poročil«. Odprla se nam bo stran, kjer v zgornjem delu vidimo vsa 
nastavljena periodična pregledovanja (če kliknemo na ime pregleda omrežja, se nam 
odprejo vsa poročila, ki so bila narejena), v spodnjem delu pa so shranjena vsa poročila 
enkratnih pregledovanj.  
 
Slika 5.9:  Prikaz vseh pregledov omrežja 
Poročila lahko pregledamo tako, da kliknemo na ime omrežja. Ko to storimo, 
nas bo aplikacija preusmerila na stran, ki prikazuje pregledano omrežje. Če kliknemo 
na napravo, se nam odpre stranski meni, kjer si lahko ogledamo podatke o napravi. 
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Slika 5.10:  Prikazani podatki o napravi 
Napravo lahko tudi »pingamo«, tako da kliknemo na tipko »PING« ali pa 
pogledamo celotno poročilo v obliki tabele. Poročilo v obliki tabele dobimo tako, da 
kliknemo na tipko »POROČILO«. 
 
Slika 5.11:  Ping naprave 
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Slika 5.12:   Poročilo v obliki tabele 
5.5  Primerjava poročil 
Primerjava poročil je možna samo za periodično pregledovanje omrežja. Poročili 
primerjamo tako, da najprej kliknemo na »Poročila«, nato pa iz menija izberemo 
»Primerjava poročil«. Odprla se nam bo stran, kjer bodo našteti vsi ponavljajoči 
pregledi omrežja. Izberemo periodičen pregled omrežja, kjer želimo primerjati 
poročila. Nato pa izberemo dve poročili, tako da kliknemo na kvadratek na koncu 
vrstice. Ko imamo izbrani poročili označeni, pritisnemo na tipko »Primerjaj« in odprla 
se nam bo nova stran, kjer si lahko ogledamo, kaj je v prvem poročilu, kaj je v drugem, 
kateri elementi so v obeh poročilih in pa primerjavo poročil.
  
6  Zaključek 
Z omrežnim pregledovalnikom, ki smo ga izdelali za praktični del diplomske 
naloge, smo zadovoljni. Med izdelavo smo pridobili veliko novega znanja, ki ga bomo 
lahko koristno uporabili. Cilj diplomske naloge smo skoraj uresničili, saj omrežni 
pregledovalnik na relativno enostaven način predstavi, kaj se dogaja v omrežju, nismo 
pa dosegli tega cilja, da bi bili ti podatki razumljivi vsem uporabnikom. Da popolnoma 
razumemo, kaj se je zgodilo v omrežju, je potrebno imeti nekaj predznanja, naš cilj pa 
je bil, da te podatke predstavimo na tak način, da bi bili razumljivi vsakomur.  
Z razvojem omrežnega skenerja se bomo z veseljem ukvarjali tudi v prihodnje, 
saj želimo narediti produkt, ki bo uporaben in bo dvignil zavest med uporabniki, da na 
internetu prežijo številne nevarnosti. V prihodnosti je naš cilj omrežni pregledovalnik 
dodelati tako, da bo znal ugotoviti, katera naprava v omrežju je usmerjevalnik, prav 
tako pa želimo dodati obveščanje, ki bo uporabnika vodilo po postopkih, kako 
odstraniti ranljivost, ki jo bo našel omrežni pregledovalnik. Prav tako pa je eden izmed 
ciljev dodati možnost pregleda naprave, če se na njej nahaja zlonamerna programska 
koda. 
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