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Abstrakt
Tato práce popisuje tvorbu 2D plošinové hry v jazyce Java v prostrˇedí internetu. Cílem
je seznámit cˇtenárˇe s architekturou hry samotné, se zvolenými postupy a zajímavými
koncepty využitelnými prˇi tvorbeˇ her tohoto typu. Rˇešené koncepty jsou následující :
Interpolace mezi pozicemi v závislosti na cˇase, Predikce na straneˇ klienta, Serverová re-
konciliace, Kompenzace latence, rˇešení kolize pomocí metod AABB(Axis-Aligned Boun-
ding Box) a SAT(Separation Axis Theorem), triangulace polygonu˚ metodou orˇezávání
uší, tvorba pole viditelnosti pomocí vrhání paprsku˚ a hledání cesty grafem pomocí A*
algoritmu. Práce dále popisuje práci s použitými knihovnami LWJGL(Lightweight Java
Game Library) a Kryo.
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klient, AABB, SAT, A*, triangulace polygonu, Serverová rekonciliace, Kompenzace la-
tence, vrhání paprsku˚
Abstract
This thesis describes makings of 2D online side scroller written in Java language. The
goal is to introduce readers to the architecture of the game itself and chosen methods
and also to interesting and useful concepts when making a similar type of games. Dis-
cussed concepts include : Interpolation between positions depending on time, Client-side
prediction, Lag compensation, collision using an AABB (Axis-Aligned Bounding Box)
and an SAT(Separation Axis Theorem), triangulation of simple polygons by Ear Clipping
method, field of view by Ray Casting and finding a way through a graph with an A* al-
gorithm. The thesis also describes a work with LWJGL (Lightweight Java Game Library)
and Kryo libraries.
Keywords: bachelor thesis, Java, online platformer, 2D, server-client, AABB, SAT, A*,
polygon triangulation, Server reconcilliation, Lag compensation, Ray Casting
Seznam použitých zkratek a symbolu˚
IP – Internet Protocol
LWJGL – LightWeight Java Game Library
OpenAL – Open Audio Library
OpenGL – Open Graphics Library
TCP – Transmission Control Protocol
UDP – User Datagram Protocol
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31 Úvod
Zadáním bakalárˇské práce je vytvorˇení plošinové skákací hry v jazyce Java v prostrˇedí
internetu - bude umožnˇovat jak hru proti ostatním hrácˇu˚m tak proti jednoduché umeˇlé
inteligenci. Hra by také meˇla mít jednoduchý editor úrovní a posledním bodem zadání
je umožneˇní prˇipojení do soucˇasneˇ vyvíjeného portálu her - ten však prozatím neexis-
tuje, tudíž se jím práce nebude zabývat. Téma bakalárˇské práce jsem si zvolil, protože
meˇ tvorba her zajímá a ješteˇ nikdy jsem žádnou hru po síti netvorˇil. Další du˚vod je ten,
že by tato práce mohla být užitecˇná pro vytvorˇení prˇedstavy o tvorbeˇ podobných her.
Strucˇná kapitola 2 udává základní prˇedstavu o herních principech, podle kterých jsem
volil vhodnou funkcionalitu jednotlivých cˇástí aplikace. V kapitole 3 popisuji práci s kni-
hovnou OpenGL a OpenAL, a funkcionalitu na teˇchto knihovnách postavenou. Principy
popsané v kapitolách 4-6 jsou, stejneˇ jako prakticky celá jejich implementace založeny
na sérii cˇlánku˚ [7] a cˇlánku [8]. V teˇchto kapitolách se zabývám zejména sít’ovou funk-
cionalitou a problémy s ní spojenou. V kapitole 7 popisuji knihovnu pohybu - techniky
výpocˇtu kolize se sveˇtem a jejich použití. Kapitoly 8 a 9 spolu souvisí - kapitola 8 popisuje
základní návrh editoru úrovní, prˇicˇemž kapitola 9 popisuje jednu z hlavních funkcionalit
v editoru použitých - triangulaci kolizních polygonu˚ entit vkládaných do sveˇta. Kapitola
10 probírá A* algoritmus, a jeho využití pro umeˇlou inteligenci. Následující kapitola 11
rˇeší tvorbu pole viditelnosti pomocí vrhání paprsku˚ a využití tohoto konceptu v rámci
herního návrhu. Kapitola 12 pak zahrnuje popis nalezení pru˚secˇíku dvou úsecˇek(Dá se
aplikovat i na prˇímky) - hledání tohoto pru˚secˇíku je možno využít prˇi prˇípadné imple-
mentaci dvou v práci popisovaných algoritmu˚ - prˇi triangulaci polygonu˚ (Kapitola 9) a
prˇi tvorbeˇ pole viditelnosti (Kapitola 11). Vzhledem ke krátkému období, které jsem meˇl
na vytvorˇení hry, jsem se prˇi její tvorbeˇ veˇnoval spíše zajímavým technikám použitých
prˇi tvorbeˇ her tohoto typu a jejich implementací, než prototypováním herních ideí. Prˇi
vypracovávání práce jsem se snažil o urcˇitou návaznost kapitol, na druhou stranu jsem
kapitoly rozdeˇlil na cˇásti, které by jako celky meˇly samy o sobeˇ dávat smysl. Snažil jsem
se rovneˇž nezacházet do prˇílišných detailu˚, a podávat pouze informace nutné prˇi prˇípad-
ném rozhodnutí cˇtenárˇe použít daný koncept cˇi algoritmus.
42 Herní design
Herní principy jsou velmi jednoduché, a daly by se prˇibližneˇ shrnout do následujících
bodu˚ :
• Hra je strˇílecˇka ve 2D prostoru probíhající v prostrˇedí internetu.
• Hrácˇi proti sobeˇ, cˇi proti umeˇlé inteligenci(ta je blíže popsána v kapitole 10), mohou
bojovat na mapách, které jsou vytvorˇeny pomocí jednoduchého editoru map(popsán
v kapitole 8).
• Hrácˇi je umožneˇno mírˇení myší, strˇílení, skákání.
• Hrácˇi nevidí prˇes statické kolizní objekty ostatní hrácˇe(Blíže popsáno v kapitole 11).
• Hrácˇi slyší ostatní hrácˇe vzhledem k jejich pozici do urcˇité vzdálenosti (skoky, strˇelba).
Podle výše zmíneˇných bodu˚ se odvíjela prakticky celá práce co se týcˇe konceptu˚ nutných
implementace, a proto je zde dále nebudu popisovat, a radeˇji je popíši v kapitolách cˇi
sekcích jím náležícím.
53 Použité knihovny
3.1 Úvod
Protože jsem už prˇed psaním této práce a aplikace používal jak LWJGL[6], tak libGDX(knihovna
na LWJGL postavená)[5], a vyhovovaly mi, nevyhledával jsem další možnosti. Obeˇ z
teˇchto knihoven umožnˇují jednoduchý prˇístup jak ke grafickému rozhraní (OpenGL),
tak k rozhraní zvukovému (OpenAL). LWJGL však neobsahuje to, co tvorˇí z knihovny
libGDX plnohodnotný 2D „engine“ - knihovny starající se naprˇ. o fyziku , cˇi s ní spojené
volitelné knihovny na libGDX postavené. Obeˇ knihovny jsou multiplatformní, a umož-
nˇují jednoduchý prˇesun mezi podporovanými platformami. Zvolil jsem LWJGL, jelikož
mi prˇišlo vhodneˇjší použít „lehcˇí“ prostrˇedí na typ projektu, který jsem se v tu chvíli
chystal deˇlat - hru po síti.
3.2 Knihovna OpenGL
OpenGL není knihovna zameˇrˇená pouze na jednoduché 2D aplikace jako je má hra :
práveˇ naopak - to, co umí nejnoveˇjší DirectX verze dokáže bezprostrˇedneˇ i nejnoveˇjší
OpenGL verze. Zatímco DirectX knihovna je cˇisteˇ knihovna pro operacˇní systémy, cˇi pro-
dukty Microsoft (naprˇ. konzole Xbox One), OpenGL je knihovna, která by se dala nazvat
nezávislou na platformeˇ - v podstateˇ se jedná o množinu funkcí, vytvárˇející jednodu-
chý prˇístup ke grafické karteˇ. Všechny výpocˇty OpenGL jsou založeny na multiplikacích
ru˚zných matic. OpenGL nabízí ru˚zné typy vykreslování lišící se prˇedevším zpu˚sobem
zasílání dat do grafické karty. Ten nejjednodušší by se dal nazvat okamžitým vykreslo-
váním - jedná se o vykreslování pomocí bloku mezi OpenGL funkcemi glBegin a glEnd -
pro každé vykreslení se zasílají do grafické karty z pameˇti RAM znovu všechna data pro
toto vykreslení potrˇebná a pro každé vykreslení bodu musí být volána minimálneˇ jedna
funkce [1] - je tedy jasné, že se nejedná o jeden z rychlejších zpu˚sobu˚ - proto také není
nadále oficiálneˇ podporován. Je však zárovenˇ nejjednodušší pro naprogramování, a kód
nutný pro vykreslení bývá mnohem kratší než u ostatních metod. V aplikaci tento typ
vykreslování stále používám pro jednoduché vykreslování cˇar. Pro vykreslování otextu-
rovaných entit/polygonu˚ jsem se rozhodl použít metodu VBO (Vertex Buffer Object). Ta
spocˇívá v tom, že nejprve zašle všechna nutná data(pozice bodu˚ polygonu, pozice bodu˚
textury v lokálním prostoru) do pameˇti grafické karty, a následneˇ s nimi pracuje pomocí
cˇíslicového (integer) identifikátoru. To znamená ohromné zrychlení zejména prˇi vyso-
kém pocˇtu vykreslovaných objektu˚ z du˚vodu ulehcˇení práce sbeˇrnici mezi procesorem
a grafickou kartou. Rozdíl mezi datovými pochody je znázorneˇn na obrázku 1 - tucˇneˇ je
znázorneˇn pohyb dat potrˇebných pro vykreslení.
6Obrázek 1: Okamžité vykreslování(vlevo) a použití metody Vertex Buffer Ob-
ject(vpravo) - obrázek prˇevzat a prˇeložen z WWW : http://www.yaldex.com/game-
programming/0131020099_app02lev1sec10.html
Po zaslání dat do grafické karty zvolí programátor tato data pomocí výše zmíneˇného
identifikátoru a poté s nimi mu˚že dále pracovat. Pro zmeˇnu objektu prˇed vykreslením se
používají následující funkce : pro rotaci funkce glRotate a pro modifikaci pozice funkce
glTranslate, pro modifikace velikosti pak funkce glScale, která . Du˚ležitá vlastnost, kte-
rou je nutné si uveˇdomit je, že OpenGL funguje jako stavový automat - pamatuje si tedy
všechny doposud provedené zmeˇny. Proto existují OpenGL funkce pushMatrix a popMat-
rix. Funkce pushMatrix „uloží“ stávající stav koordinací OpenGL „sveˇta“, funkce popMa-
trix tento stav „navrátí“. Další z veˇcí hodných zmínky je fakt, že jakákoliv transformace
se neaplikuje pouze na jednu entitu - aplikuje se na celý sveˇt - vykresluje se však pouze
jeden z objektu˚ - ten, na který byla tato transformace „smeˇrována“. Pro podrobného pru˚-
vodce moderním OpenGL bych doporucˇil navštívit webovou stránku „opengl-tutorial“
[2], cˇi samotný web LWJGL [6].
3.2.1 Použití ve hrˇe
Každý z objektu˚, který je možno vykreslit má dveˇ funkce - jednu pro inicializaci(ta se
provádí pouze jednou - tvorba sourˇadnicových dat) a druhou pro vykreslení. Inicializace
zahrnuje vytvorˇení polí se sourˇadnicemi jednotlivých bodu˚ polygonu a koordinací tex-
tur a následné vložení teˇchto polí do objektu˚ typu FloatBuffer. Dále se vygenerují samotné
buffery díky OpenGL funkce glGenBuffers, jejíž výstup se uloží do naprˇ. globálního cˇís-
licového atributu typu integer. Toto integer cˇíslo pak slouží pro identifikaci prˇi prˇístupu
k datu˚m již zaslaných do grafické karty. Po probeˇhnutí této funkce mu˚že funkce druhá
(funkce pro samotné vykreslování) tyto integer hodnoty používat pro zvolení dat, se kte-
rými bude vykreslovací funkce pracovat (naprˇ. pomocí funkcí zmíneˇných v prˇedešlém
odstavci).
73.2.2 Textury a jejich alokace
Samotné použitelné objekty s texturou jsou tvorˇeny díky knihovneˇ Slick2D [3], která
je zárovenˇ vybudována na knihovneˇ LWJGL - textury se prˇed jejich vykreslení pomocí
funkce glBindTexture „nastaví“ jako aktuálneˇ používané - není tak potrˇeba „nastavovat“
texturu znovu, pokud je následující objekt otexturován stejneˇ. Textura je „nanesena“ v
závislosti na geometrii objektu/polygonu a lokálními texturovými koordinacemi - obojí
se nyní nachází v pameˇti grafické karty. I když je Java jazyk, ve kterém se o správu pa-
meˇti v zásadeˇ nemusí starat programátor (díky Garbage Collectoru, který „cˇistí“ pameˇt’
od alokovaných objektu˚, které již nejsou použitelné a prˇístupné programátorovi), stále je
nutné ošetrˇit fakt, že je zbytecˇné jednu texturu nahrávat do pameˇti grafické karty peˇtkrát,
když je ve hrˇe peˇt hrácˇu˚, cˇi jiných otexturovaných objektu˚. Zárovenˇ by však textury ne-
meˇly být statické v rámci jednoho objektu, protože nemusí všichni hrácˇi vypadat stejneˇ
v jeden okamžik. Vytvorˇil jsem proto dveˇ trˇídy - WorldTexture a TexturePool. Jak již názvy
napovídají - objekt trˇídy WorldTexture „obaluje“ samotný objekt s texturou(trˇída Texture),
zárovenˇ obsahuje informaci o cesteˇ k této texturˇe. Pokud je potrˇeba urcˇité textury, zavolá
se pak statická funkce trˇídy TexturePool s cestou k této texturˇe - trˇída se v tuto chvíli po-
dívá do listu již alokovaných textur - pokud najde hledanou texturu, navrátí ji a pokud
ne, vytvorˇí ji a prˇidá do zmíneˇného listu a následneˇ jí navrátí.
3.2.3 Animace
Animace jsem vyrˇešil velice jednoduše : textura je obalena do objektu TextureWrapper,
který mimo samotné textury obsahuje i dveˇ cˇasové hodnoty : „trvání“ textury a „ubeˇhlý
cˇas“ po použití textury. Pokud je tedy nutno vytvorˇit animaci naprˇ. chu˚ze, lze objekty
trˇídy TextureWrapper vložit do listu, který slouží jako animacˇní smycˇka pro danou ani-
maci. Hrácˇ si pamatuje index textury, kterou momentálneˇ vykresluje, a modifikuje ubeˇhlý
cˇas textury cˇasem ubeˇhlým za daný snímek. Jakmile je dosažena doba „trvání“ textury,
je „ubeˇhlý cˇas“ momentálneˇ vykreslované textury vynulován, a index v poli inkremen-
tován o 1 (resp. navrácen na index 0 po dosažení konce).
3.3 Knihovna OpenAL
3.3.1 Použití knihovny OpenAL
Vzhledem k tomu, že již zminˇovaná mnou používaná knihovna LWJGL mimo OpenGL
obsahuje i knihovnu OpenAL, což je multiplatformní 3D audio knihovna. Jelikož je zameˇ-
rˇena na zvuk ve 3D prostoru, rozhodl jsem se místo použití jednoho zvukového zdroje,
který by se dal zpracovat pomocí OpenAL funkcí (ze kterých se mi žádaný efekt nedarˇilo
dostat), použít zdroje dva, a vytvorˇit pomocí modifikace hlasitostí 1D (osa X) „panning“
efekt - rozložení zvuku mezi reproduktory vzhledem k pozici poslechu.
83.3.2 Výpocˇet pozice zvuku
Výpocˇet nutného výstupu pro indikaci pozice zvuku vu˚cˇi hrácˇovi jsem vyrˇešil násle-
dovneˇ : Za prˇedpokladu, že je zvuk na pozici hrácˇe, zvuk bude z obou reproduktoru˚ hrát
(prˇi požadované hlasitosti zvuku 100%) na 50% (dohromady musí být hlasitost 100%,
pokud mají být zmeˇny lineární v závislosti na vzdálenosti od zdroje) - prˇi zmeˇneˇ pozice
zvuku vu˚cˇi hrácˇi(posluchacˇi) se vu˚cˇi sobeˇ budou meˇnit i procentuální hlasitost daných
zdroju˚. Je tedy du˚ležité urcˇit, kolik horizontálneˇ za sebou jdoucích pixelu˚ znamená 1%, a
podle toho hodnoty zmeˇnit. Rovneˇž jsem se rozhodl meˇnit procenta hlasitosti v závislosti
na Eukleidovské vzdálenosti, aby se kromeˇ horizontálního smeˇru zvuku dala ze zvuku
vycˇíst vzdálenost od zdroje.
3.3.3 Dynamická zmeˇna zvuku
Protože je hra rychlá, mu˚že se zmeˇnit pozice zvuku vu˚cˇi posluchacˇi velice znatelneˇ beˇ-
hem krátkého cˇasového úseku. Absence toho efektu se mi nelíbila, a tak jsem se rozhodl
zvuky „obalovat“ do objektu trˇídy SoundEffect, obsahující cˇasovacˇ, který znacˇí délku
zvuku. Po dobu této délky je zvuk uložen v listu (spolu se všemi ostatními zvuky), a
každý vykreslený snímek se pozice zvuku aktualizuje. Pokud tedy postava probíhá okolo
momentálneˇ skákajícího hrácˇe, uslyší zvuk skutecˇneˇ tak, jakoby se tak deˇlo. Po uplynutí
cˇasu zvuku se daný objekt trˇídy SoundEffect odstraní z výše zmíneˇného listu.
94 Sít’ový návrh
4.1 Výbeˇr typu síteˇ
Možností jak mu˚že komunikace mezi hrácˇi probíhat je mnoho. Jedna z nich je klient-
klient architektura, v jejíž prˇípadeˇ zasílají všichni klienti data (svou pozici, koho zabili
apod.) všem ostatním klientu˚m v prˇedem urcˇených periodách. Zde vzniká problém -
hrácˇ mu˚že zasílat smyšlené pozice a další údaje, které jsou steˇžejní pro správný chod hry.
Tento problém rˇeší klient-server architektura. Funguje tak, že klient ztrácí autoritativitu
nad sveˇtem - jediný správný stav sveˇta drží server, a podle neˇj se všichni klienti rˇídí.
Klienti zasílají pouze data o stisku kláves, pozici myši apod. Zárovenˇ je chod dat cent-
ralizován, a je tak jednodušší implementovat administraci probíhající hry. Nevýhodou je
však fakt, že hrácˇ vždy po stisku klávesy musí pocˇkat, dokud nedostane od serveru od-
poveˇd’, ve které je po desítkách cˇi dokonce stovkách milisekund jeho pozice. Vybral jsem
si klient-server architekturu, na které jsem hru postavil, protože se jevila lepší volbou pro
tento typ hry, a její negativa se dají poneˇkud snadno odstranit - na což se budu snažit
navázat v následujících podsekcích a kapitolách.
4.2 UDP vs TCP/IP
Protože se jedná o hru po síti, jeden z hlavních problému˚ na který jsem prˇi pocˇátecˇním na-
vrhování narazil bylo, pomocí kterého z protokolu˚ transportní vrstvy (TCP cˇi UDP)budu
data posílat mezi hrácˇi. Protokol TCP/IP sice zarucˇí dorucˇení a správné porˇadí paketu˚,
to však deˇlá na úkor velikosti hlavicˇky samotného paketu. Dalším problémem je fakt, že
odesilatel vždy cˇeká na potvrzovací paket, a posílá svu˚j paket znovu dokud potvrzovací
paket neobdrží. Naproti tomu protokol UDP nezarucˇuje vu˚bec nic kromeˇ toho, že paket
vyšle na prˇíslušnou IP adresu a port - hlavicˇka je však podstatneˇ menší, a na nic se ne-
cˇeká. To je velká výhoda naprˇ. u audio/video streamu˚, cˇi akcˇních her - a také du˚vod, procˇ
jsem si tento protokol zvolil.
4.2.1 Porovnání cest paketu˚
Jelikož je TCP/IP protokol spojoveˇ orientovaný, je nutné mezi serverem a každým z
hrácˇu˚ vytvorˇit spojení 1:1. U UDP to funguje jinak. Server nemusí mít 8 spojení 1:1 pro
8 hrácˇu˚ - všechny datagram pakety mu˚že prˇijímat na jeden soket, a poté podle urcˇitého
identifikátoru data rozdeˇlit do prˇípadných vláken starajících se o logiku a odesílání dat
zpeˇt klientovi.
4.3 Návrh strany klenta
Klient by meˇl umeˇt komunikovat se serverem a neˇjakým zpu˚sobem zobrazovat výsledky
této komunikace. Rozhodl jsem se pro následující rˇešení : Jedno vlákno bude svázáno
s OpenGL(LWJGL) a bude zárovenˇ sloužit k výpocˇtu˚m, které prakticky nebudou mít
žádný vliv na to, co se bude odesílat na server (výpocˇet interpolace, viditelnosti, stínu˚).
Dále bude snímat klávesnici a myš. Druhé vlákno se bude starat o vytvárˇení kopií snímku˚
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klávesnice, tyto snímky bude zasílat na server frekvencí rovné serverové frekvenci, a
zárovenˇ tento snímek uloží do hrácˇova listu obsahujícího frontu pro predikci, které se
veˇnuji v jedné z následujících podsekcí. Poslední vlákno se stará o prˇíjem dat ze ser-
veru a rozdeˇlení teˇchto dat mezi entity sveˇta (zahrnuje i funkcionalitu, kterou mu˚že mít
„prˇijímací“ funkce - vcˇ. rˇazení prˇijatých dat).
4.4 Návrh strany serveru
Server by meˇl prˇijímat vstup od klientu˚, vyhodnocovat tento vstup a posílat klientu˚m
zpeˇt jejich pozici. Rozvržení je následující : vlákno objektu trˇídy Server se stará o prˇíjem
datagram paketu˚ (pakety protokolu UDP), jejich deserializaci, a následné „rozeslání“
jednotlivým hrácˇu˚m. O každého hrácˇe se stará jedno vlákno, a to vlákno objektu trˇídy
ServerWorker.
4.4.1 Vlákno objektu trˇídy ServerWorker
Jedná se o vlákno, které hrácˇe kontroluje pro nové vstupy - jakmile je zjišteˇn nový vstup,
vypocˇítá se na neˇj reakce - ta se zárovenˇ uloží do listu hrácˇe jako snímek. K teˇmto sním-
ku˚m mají všechna vlákna ostatních hrácˇu˚ prˇístup. Každé z vláken si tak uchovává zá-
znam o tom, který snímek ostatních hrácˇu˚ zaslal naposled - odesílá všechny doposud ne-
odeslané informace. To na jednu stranu vytvárˇí odchylku co se týcˇe velikostí zasílaných
paketu˚, na druhou stranu se však necˇeká, dokud se všichni hrácˇi „pohnou“. Sekvencˇní
diagram prˇibližného chodu tohoto vlákna je zobrazen na obrázku 2.
4.5 Cˇasový krok serveru a jeho podmnožina
Cˇasový krok urcˇuje cˇasový úsek, za který probeˇhne jeden „výpocˇet sveˇta“ serverem,
a prˇedevším frekvenci zasílání paketu˚ mezi stanicemi. Rozhodl jsem se pro následující
rˇešení : Na straneˇ klienta snímám vstup klávesnice v prˇedem urcˇených dílech cˇasových
kroku˚ serveru - naprˇ. cˇasový krok : 60 milisekund, snímání : 20 milisekund. Všechny tyto
snímky jsou zaslány dohromady. Cˇím veˇtší frekvence snímání, tím je nejen veˇtší prˇesnost
pohybu, ale v prˇípadeˇ závislosti predikce klienta(koncept blíže popsán v kapitole 5) na
snímcích i vyšší responsivita.
4.6 Neprˇesné probouzení vláken
Je všeobecneˇ známo, že Java funkce Thread.sleep(long ms) je neprˇesná - není zarucˇeno, že
pokud se vlákno uspí na 10 milisekund, tak se probudí prˇesneˇ za tuto dobu - spaní navíc
není jediná veˇc, kterou vlákno musí deˇlat. Odchylka od požadované doby spánku mu˚že
být dostatecˇneˇ vysoká, aby negativneˇ ovlivnila hratelnost. Cˇastým rˇešením je zazname-
návat v každé iteraci dané smycˇky cˇas, za který probeˇhla (vcˇetneˇ se spaním), a od toho
odecˇíst optimální dobu spaní. Tím se získá cˇasový prˇesah, který se odecˇte v další ite-
raci od doby spánku. Frekvence tak sice bude stále kolísat v krátkých cˇasových úsecích,
ale pru˚meˇrneˇ se bude frekvence prˇibližovat cˇím dál víc té požadované. Toto rˇešení jsem
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Obrázek 2: Zjednodušený sekvencˇní diagram chodu vlákna náležícího objektu trˇídy Ser-
verWorker
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použil pro všechny vlákna, u kterých to bylo nutné - vlákno trˇídy Client a vlákno trˇídy
ServerWorker. Mimo tohoto rˇešení je také možné vyrˇešit tento problém modifikací délky
samotných délek pohybu˚ v závislosti na cˇasu od poslední prˇijaté pozice. Toto rˇešení jsem
sice ze zacˇátku používal, nicméneˇ to znamenalo kolísající rychlost entit, a prˇi pohybu více
entit najednou bylo zrychlování a zpomalování jasneˇ viditelné a neprˇíjemné.
4.7 Média prˇenosu
Již prˇi testování prvních prototypu˚ zpu˚sobu komunikace bylo jasné, že posílat celé se-
rializované objekty (naprˇ. objekt se všemi informacemi o hrácˇovi na serveru) by bylo
zbytecˇné, když potrˇebuje klient znát naprˇ. jen informaci o pozici, protože už dávno ví,
jak je hrácˇ vysoký, cˇi co s onou informací deˇlat. Proto jsem vytvorˇil trˇídy s pouze du˚leži-
tými informacemi, jejichž vzájemné vztahy jak na úrovni trˇídní, tak na úrovni objektové,
jsou znázorneˇny trˇídním diagramem na následujícím obrázku 3.
Obrázek 3: Diagram trˇíd balíku DTUs (Data Transfer Units - Média prˇenosu)
Objekty trˇídy ConnectionData slouží pro navázání komunikace mezi klientem a serve-
rem. Jsou serializovány, a následneˇ zaslány pomocí protokolu UDP na jednotnou adresu
serveru(adresa prˇíjmu všech informací). Následneˇ je vytvorˇeno vlákno objektu trˇídy Ser-
verWorker, které jsem již probíral v prˇedešlých podsekcích. Poté, co se zašle klientovi
sveˇt pomocí protokolu TCP/IP, používá toto vlákno objekty trˇídy ServerPackage pro
zabalení všech potrˇebných informací pro klienta hrácˇe - list objektu˚ trˇídy PlayerStats
obsahuje data o hrácˇích, která není nutno zasílat v každém „serverovém balíku“ - in-
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formace o pocˇtu zabití, smrtí apod. Dále „balík“ obsahuje list objektu˚ trˇídy ServerData,
které obsahují listy objektu˚ ServerLocSnap, nebo PlayerLocSnap. Jak již názvy napoví-
dají, ServerLocSnap obsahuje atributy, ve kterých jsou informace potrˇebné pro správný
chod neprˇátel(pouze pozice, životy, cˇasovou známku, cˇi objekty trˇídy Data, díky kterým
je možno znát pokyny, na který je pohyb reakcí, cˇi kam zrovna neprˇítel mírˇí). Tyto atri-
buty deˇdí objekty trˇídy PlayerLocSnap, a prˇidávají k nim všechny ostatní nutné atributy
nutné pro správný chod predikce na straneˇ klienta(vliv gravitace, akcelerace, informace
o prˇedešlých stisknutých klávesách), kterou budu pozdeˇji probírat v kapitole 5. Co se
týcˇe zasílání dat ze strany klienta - stisknuté klávesy, cˇasová známka, pozice mírˇidla jsou
atributy trˇídy Data, jejíž objekty se vkládají do listu v objektu trˇídy PlayerData, a jsou
zasílány spolecˇneˇ s prˇípadnými záznamy o zásazích díky trˇídy HitEvent.
4.8 Serializace
Mým pu˚vodním zámeˇrem bylo využít serializaci a deserializaci objektu˚ kterou umož-
nˇuje Java bez dalších potrˇebných knihoven - objekty trˇíd InputStream a OutputStream.
Serializované objekty však byly prˇekvapiveˇ velké, i když v nich bylo pouze pár netran-
sientních atributu˚. To se deˇje kvu˚li velikosti definicí jednotlivých trˇíd. Na internetu jsem
tedy našel knihovnu Kryo [4], která tento problém rˇeší, a zárovenˇ serializuje objekty mno-
hokrát rychleji - to samozrˇejmeˇ závisí na mnoha faktorech. Prˇi použití knihovny Kryo se
obeˇ strany (strana serializující a strana deserializující) musí domluvit na trˇídách, které se
budou serializovat, a to ve stejném porˇadí. Jednotlivé trˇídy se pak prˇi serializaci a deseri-
alizaci identifikují pomocí integer cˇísla porˇadí, ve kterém byla daná trˇída inicializována.
Nevýhodou mu˚že být to, že trˇídy serializovaných objektu˚ musí mít prázdný konstruktor.
Trˇídy prˇitom nemusí implementovat rozhraní serializable.
4.8.1 Srovnání velikostí paketu˚
Následující tabulky porovnávají velikosti serializovaných dat posílaných ze serveru ke
klientovi za provozu hry. V první tabulce byly velikosti meˇrˇeny prˇi trˇech hrajících hrácˇích
a v tabulce druhé prˇi šesti hrajících hrácˇích.
Minimální velikost dat [byte] Maximální velikost dat [byte]
Java 1408 1724
Kryo 368 586
Zlepšení[%] 74 66
Minimální velikost dat [byte] Maximální velikost dat [byte]
Java 1919 2709
Kryo 641 1173
Zlepšení[%] 66 57
Rozdíly jsou na první pohled znatelné. Zpravidla procentuální zlepšení klesá se zvyšují-
cím se pocˇtem záznamu˚ - i co se týcˇe rychlosti serializace. [15]
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5 Principy strany klienta
5.1 Interpolace pozicí
Za prˇedpokladu že bude hrácˇ dostávat informace o své pozici jednou za 50 milisekund, a
pozice by ve chvíli prˇijetí projevila, hrála by se hra jako prˇi dvaceti snímcích za sekundu -
což je neprˇijatelné. Rˇešení je jednoduché : pokud znám dveˇ pozice a vím, jaký cˇasový úsek
je od sebe oddeˇluje, mu˚žu mezi nimi v závislosti na ubeˇhlém cˇase lineárneˇ interpolovat,
cˇímž vytvorˇím plynulý pohyb mezi danými pozicemi. Vzorec vypadá následovneˇ:
pozice = pozice1 + (t · (pozice2− pozice1)/ts)
Ubeˇhlý cˇas t je cˇas jednoho snímku(prˇi 60 snímcích za sekundu to bude 16.667 milisekund
apod.), prˇicˇemž ts je cˇas, po který má tato zmeˇna pozic trvat. Interpolaci jsem tedy vy-
rˇešil následovneˇ : vždy když od serveru prˇijme klient objekt s lokací hrácˇe, prˇesune ho
hrácˇovi do listu urcˇenému pro interpolaci. Objekty mají nastavený cˇasovacˇ, který se prˇi
každém vykreslení obrazovky snižuje o cˇas, za který se vykreslení provedlo(cˇas snímku).
Po vypršení cˇasu (Cˇas je nastaven na cˇasový krok serveru, cˇi jeho cˇást rozdeˇlení kroku
na kroky menší - popsáno v minulé podsekci) je záznam odebrán. UDP datagram pakety
však nikdy nebudou chodit prˇesneˇ ve stejný cˇas, neˇkdy mohou prˇijít ve špatném porˇadí,
neˇkdy dokonce nemusí prˇijít vu˚bec. Proto jsem se rozhodl omezit interpolování objektu˚
tímto zpu˚sobem - interpolace bude probíhat pouze pokud bude ve výše zmíneˇném listu
dostatek záznamu˚ pozic pro interpolování(prˇedem rozhodnutá hodnota, naprˇ. 100 mili-
sekund). To umožní prˇi každé noveˇ prˇijaté pozici tuto pozici zarˇadit na správné místo ve
výše zmíneˇném listu pozic. Také to však znamená, že když po naprˇ. 100 milisekundách
(naprˇ. v prˇípadeˇ vzdálené komunikace) prˇijde odpoveˇd’ od serveru se zmeˇnou pozice
hrácˇe, bude trvat dalších prˇibližneˇ 100 milisekund, než se tato zmeˇna vu˚bec projeví. V
tuto chvíli je hra v podstateˇ nehratelná.
5.2 Predikce na straneˇ klienta
Jak již název napovídá, jedná se o „prˇedvídání“ pozice hrácˇe ješteˇ prˇedtím, než klient
obdrží od serveru odpoveˇd’ s pozicí. Klient pocˇítá sveˇt pomocí stejných „pravidel“ jako
server - pohyb je tak responsivní, ale zárovenˇ korektní podle urcˇených pravidel. V ideál-
ním prˇípadeˇ by klient po obdržení „opravdové“ pozice nemusel nic deˇlat - tento prˇípad
mu˚že nastat však pouze tehdy, když ve sveˇteˇ nebudou ostatní hrácˇi, nebo mezi hrácˇi
nebude interakce. Mu˚že nastat i problém ve floating-point rozdílech mezi jednotlivými
výpocˇty z ru˚zných procesoru˚, cˇi operacˇních systému˚. Je tedy jasné, že tento mechani-
zmus na vše stacˇit nebude - v následující podsekci vysveˇtluji rˇešení tohoto problému. Je
nutno podotknout, že pro pocˇítání pozic ostatních hrácˇu˚ tento koncept použitelný není -
jsou tedy stále opoždeˇní vu˚cˇi hrácˇovi co se týcˇe cˇasových linií - problémy tímto vznikající
a jejich rˇešení jsem popsal v kapitole 6.
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5.3 Serverová rekonciliace
Serverová rekonciliace je zajímavý prˇístup k synchronizaci hrácˇe se sveˇtem doplnˇující
výše zminˇovanou predikci na straneˇ klienta. Jakmile dorazí ze serveru odpoveˇd’ na zmeˇnu
pozice s korektní pozicí hrácˇe, je vysoce pravdeˇpodobné, že hrácˇ bude už simulovat další
zmeˇnu pozice, kterou server ješteˇ nestacˇil zpracovat. Sama o sobeˇ je nám pozice k nicˇemu
- du˚ležité je, na jaký dotaz (naprˇ. ve kterém cˇase - použití cˇasové známky) je odpoveˇdí.
Klient tedy mu˚že jednoduše ukládat naprˇ. objekty s prˇíkazy, které byly predikovány a v
jakém cˇase se tomu tak stalo. Nyní stacˇí vrátit objekt (hrácˇe) do cˇasu, který je totožný s
tím z odpoveˇdi od serveru, nastavit všechny potrˇebné atributy aby mu odpovídaly, a po-
užít predikci na straneˇ klienta na všechny zbývající prˇíkazy, které poté jako jediné nadále
zu˚stanou v „poolu uložených predikcí“, který je opeˇt použit prˇi dalším prˇijmutí dat od
serveru. Pohyb je tedy naprosto responsivní, a když pozice kterou vypocˇítal klient nesedí
s tou, jaká vyšla po výpocˇtech ze serveru, je možné bud’to interpolovat jejich pozice, nebo
hrácˇe prˇesunout na pozici serverovou, což nevypadá vu˚bec dobrˇe - jelikož jsem se roz-
hodl nepocˇítat kolize mezi hrácˇi, nadále jsem se touto problematikou nezabýval, a pozice
se prˇi odchylkách jednoduše prˇepisují.
5.4 Cˇásticové systémy
Prˇišlo mi vhodné použít cˇásticové systémy, a to nejen k „oživení scény“, ale prˇedevším k
doplneˇní rˇešení kompenzace latence, které zárovenˇ s tímto rˇešením popíšu v kapitole 6.
Mé rˇešení cˇásticových systému je následující:
• Cˇástice je zobrazitelný objekt s volitelnou barvou, velikostí, který se pohybuje podle
prˇedem urcˇených pravidel s urcˇitou variabilitou - programátor urcˇí naprˇ. mini-
mální a maximální v urcˇitých smeˇrech cˇi pozici, rotaci, nebo pru˚beˇžné zveˇtšování
- cˇástice si pak prˇi její tvorbeˇ náhodneˇ vybere naprˇ. pohyb a startovní lokaci mezi
zadaným minimem a maximem.
• Cˇásticový systém je objekt uchovávající a starající se o desítky až stovky cˇástic -
je možné prˇes neˇj startovat, restartovat na urcˇitém místeˇ(v prˇípadeˇ uchování refe-
rence), cˇi vypnout pru˚beˇh cˇástic.
• Cˇásticové systémy lze jednoduše vytvorˇit a není trˇeba starat se o jejich mazání - po
ukoncˇení daného cˇasu jsou smazány z listu, ve kterém jsou všechny uchovávány, a
ze kterého jsou zobrazovány.
Cˇásticové systémy spouštím jako reakci na skok hrácˇe, strˇelbu, zásah(at’ už hrácˇe, cˇi jiné
kolizní entity) s ru˚znými parametry. V prˇípadeˇ strˇelby se naprˇ. spouští v místeˇ, kde je
prˇibližneˇ hlavenˇ zbraneˇ, a cˇástecˇneˇ prˇejímá rychlost projektilu ze zbraneˇ letícího - opeˇt
však s urcˇitou variabilitou.
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6 Kompenzace latence
6.1 Nastíneˇní problému
Hrácˇ vidí svu˚j pohyb instantneˇ, všechny ostatní hrácˇe(dále protivníky) vidí s prˇibližnou
cˇasovou odchylkou 100 milisekund+odezva hrácˇe/2+odezva protivníka/2. Bez implemento-
vané kolize mezi klienty nyní prakticky hrácˇ nedokáže rozeznat tuto hru od hry pro
jednoho hrácˇe - alesponˇ v rámci responsivity a hratelnosti. Beˇhání a skákání však není
vše, co hrácˇ bude muset umeˇt. V prˇípadeˇ této hry bude potrˇeba, aby umeˇl i strˇílet. Jak
jsem již zmínil, všechny protivníky vidí hrácˇ s urcˇitým zpoždeˇním, což mu˚žeme vnímat
jako urcˇitou cˇasovou linii. Hrácˇ má svou vlastní linii se zpoždeˇním 0 milisekund. Pokud
tedy hrácˇ zamírˇí na urcˇitou pozici a vystrˇelí, mírˇí a strˇílí na neprˇítele, který na daném
místeˇ již nemusí být - tento fakt je vyobrazen na obrázku 4, v jehož prˇípadeˇ neprˇítel vy-
skocˇil, nicméneˇ ve stejnou chvíli jako se on vidí ve vzduchu, ho jeho protihrácˇ stále vidí
na zemi - acˇ probíhá hra v lokální síti, rozdíly mezi pozicemi jsou prˇíliš vysoké na to, aby
byla hra hratelná. To je zpu˚sobeno automaticky rˇadící se frontou s pozicemi ze serveru,
kterou jsem popsal v kapitole 5. Za prˇedpokladu, že by hra neprobíhala po lokální síti je
navíc trˇeba pocˇítat s tím, že vzniká další zpoždeˇní v závislosti na vzdálenosti mezi hrácˇi
a serverem. Hrácˇovi se tedy mu˚že beˇžneˇ stát, že protivníka znatelneˇ trefí, avšak v sou-
beˇžneˇ beˇžící linii serveru se tomu tak nestane. Protože je server autoritativní, klienti se
jím musí rˇídit, a tak se zásah neprojeví.
6.2 Rˇešení
Za prˇedpokladu, že server dokáže zrekonstruovat stav sveˇta v urcˇité blízké minulosti
(naprˇ. 2 sekundy), mu˚že klient posílat serveru informace o zásazích (cˇas zásahu, cˇas vý-
strˇelu, pozici mírˇení apod.), server následneˇ vypocˇítá, zda-li se zásah doopravdy stal -
zjistí hrácˇovu pozici v cˇas výstrˇelu, protivníkovu pozici v cˇas zásahu, a vypocˇítá cestu
projektilu podle hrácˇova mírˇení a potrˇebných atributu˚ hrácˇe, které mohou mít urcˇitý vliv
na projektily (naprˇ. rychlost apod). Pokud tedy informace o zásahu nejsou smyšlené, zá-
sah se projeví. To také znamená, že není potrˇeba simulovat pohyb pro prˇípadné projektily
na straneˇ serveru.
6.3 Doplneˇní rˇešení
Vzhledem k tomu, že používám viditelneˇ pohybující-se projektily na místo jednoduššího
rˇešení pomocí „neviditelných strˇel“, prˇi strˇelbeˇ neprˇítele na pohybujícího se hrácˇe mu˚že
hrácˇovi prˇipadat, že se strˇelám vyhnul, ve skutecˇnosti však byl neprˇítelem zasažen. Ve
hrách jako je Counter-Strike sice projektily videˇt nejsou, tento jev se však stále projevuje
naprˇ. prˇi schovávání hrácˇe za zed’ - Hrácˇ se mu˚že schovat za zed’, a následneˇ umrˇít -
zkrátka kvu˚li cˇasové linii, na kterou neprˇítel, který ho zabil reagoval. Tento problém se
úplneˇ vyrˇešit nedá, pokusil jsem se ho však zredukovat zrychlením projektilu˚ a skrýt
aplikováním cˇásticových systému˚ - v prˇípadeˇ zásahu hrácˇem se spustí ihned v místeˇ
zásahu, v prˇípadeˇ zásahu hrácˇe se spustí jakmile prˇijde ze serveru zpráva oznamující
17
jeho snížené zdraví. Hrácˇ tím zárovenˇ získává indikaci o tom, že byl zasažen a není tak
vu˚bec nutné k tomuto zjišteˇní vnímat samotné projektily - což zárovenˇ pomáhá zakrýt
výše zmíneˇný problém.
Obrázek 4: Porovnání cˇasových linií prˇi vnímání neprˇítele(2) hrácˇem(1) na straneˇ hrácˇe,
a neprˇítelem na straneˇ neprˇítele(3) prˇi skoku neprˇítele
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7 Knihovna pohybu
7.1 Prˇedstava
Jelikož by hra meˇla být plošinová skákacˇka, bylo potrˇeba rozmyslet se, jak se bude pocˇí-
tat pohyb, gravitace apod. Jedna z možností byla udeˇlat si vlastní fyzikální/pohybovou
knihovnu, druhá možnost byla použít neˇkterou ze známých a proveˇrˇených knihoven
jako je naprˇ. box2D. Hra by rovneˇž meˇla probíhat v prostrˇedí internetu, rozhodl jsem se
tedy vytvorˇit si vlastní knihovnu - je du˚ležité si zde uveˇdomit, že veˇtšina z funkcionality
sofistikovaneˇjších fyzikálních knihoven stejneˇ nebude použita, a pouze by byla na obtíž
(zejména prˇi snaze co nejvíce zminimalizovat velikost posílaných paketu˚).
7.2 AABB kolize
Axis-Aligned Bounding Box (dále AABB) je jednoduchý koncept, na kterém meˇla pu˚vodneˇ
celý systém kolizí sveˇta hry staveˇt (stále je však du˚ležitý). Za prˇedpokladu že je sveˇt
postaven z obdélníkových objektu˚, jejíchž strany jsou rovnobeˇžné s osami x a y, rozdeˇluje
se problém do následujících podmínek :
• Je pravá strana objektu A vlevo od levé strany objektu B ?
• Je levá strana objektu A vpravo od pravé strany objektu B ?
• Je vrchní strana objektu A pod spodní stranou objektu B ?
• Je spodní strana objektu A nad vrchní stranou objektu B ?
Pokud platí, že kterákoliv z výše uvedených podmínek je pravda, znamená to, že objekty
spolu nejsou v kolizi. Stranou je myšlen jakýkoliv bod na urcˇité straneˇ : levá strana je u
objektu identifikována hodnotou atributu x, pravá strana hodnotou atributu x+šírˇkou ob-
jektu. Obdobneˇ to funguje pro vrchní a spodní strany objektu : y je strana vrchní, y+výška
objektu strana spodní. [11]
7.2.1 Možné aplikace AABB
Zpu˚sobu˚ použití je opeˇt více. Jeden z nich mu˚že být tento : pohneme s entitou prˇedtím,
než se otestuje, jestli bude s ostatními objekty v kolizi, a následneˇ prˇi prˇípadné kolizi
ošetrˇíme tuto situaci „vytlacˇením“ entity mimo kolidující objekt. Další možnost je otes-
tovat prˇed samotným pohybem prˇípadnou kolizi, která by prˇi neˇm nastala, a podle toho
se rozhodnout, zda s entitou pohnout cˇi ne.
7.2.2 Složitost AABB kolize, optimalizace
V prˇípadeˇ, že bych plánoval ve hrˇe používat tisíce objektu˚ v jeden okamžik, bylo by
rozumné rozdeˇlit sveˇt do neˇkolika cˇástí - kontrolovala by se pouze cˇást, ve které hrácˇ
je. Mým plánem však bylo deˇlat sveˇty, cˇi herní mapy, které by objektu˚ nemeˇly tisíce, ale
pouze desítky. Z toho du˚vodu jsem se tímto problémem dále nezabýval.
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7.3 Složiteˇjší kolizní objekty
Cˇtverce a obdélníky sice zcela jisteˇ stacˇí k vytvorˇení smysluplné hry - ve spousteˇ smeˇrech
je to výhoda (umeˇlá inteligence, jednodušší náhodné generování obsahu), má prˇedstava
však byla jiná - chteˇl jsem mít možnost vytvorˇení jakéhokoliv tvaru, což by umožnilo
tvorbu zajímaveˇjších a detailneˇjších negenerovaných map. První rˇešení, které meˇ napadlo
byla Per-Pixel kolize, kde by se použil alfa kanál textury, a zjišt’ovalo by se, kde se prˇí-
padné objekty ve sveˇteˇ prˇekrývají podle porovnání hodnot daných pixelu˚ (cˇi veˇtších frag-
mentu˚). Toto rˇešení jsem se však rozhodl nepoužít z du˚vodu toho, že jsem nechteˇl, aby
objekty musely mít kolizi rovnající se tvaru viditelných pixelu˚ textury 1:1. Další možné
rˇešení je použít SAT (Separation Axis Theorem), pro který jsem se rozhodl, a kterému se
budu veˇnovat v následujících podsekcích.
7.4 SAT detekce kolize
Separation Axis Theorem (dále SAT) rˇíká, že dva konvexní polygony spolu nejsou v kolizi
pokud existuje osa, na kterou když polygony promítneme, nebudou se jejich projekce
prˇekrývat. Osa je normál strany, na kterou algoritmus momentálneˇ testuje (osa je v pra-
vém úhlu vu˚cˇi testované straneˇ) - to lze docílit naprˇ. zmeˇnou znaménka u Y sourˇadnice
koncového bodu strany tvorˇené úsecˇkou. Z osy se vytvorˇí normalizovaný (jednotkový)
vektor, a to následujícím zpu˚sobem : Nejdrˇíve se spocˇítá délka vektoru, která se v prˇípadeˇ
2D prostoru pocˇítá pomocí následujícího vzorce :
(x · x+ y · y)
Poté, co je známa délka vektoru, vydeˇlí se jí každá ze sourˇadnic (x a y v tomto prˇípadeˇ)
- tím je získán hledaný vektor délky 1. Samotná normalizace není nutná pokud by bylo
potrˇeba pouze zjistit zda jsou objekty v kolizi. Bude však potrˇeba v jednom z následují-
cích kroku˚. Pokud je vypocˇítán skalární soucˇin urcˇitého bodu (vnímaného jako vektor s
pocˇátkem v bodeˇ 0) s vektorem urcˇujícím osu, je získán skalár, který lze vnímat jako pro-
jekci - je trˇeba si prˇitom pamatovat, odkud-kam jsou dané projekce, což následneˇ použít
pro zjišteˇní, zda se prˇekrývají. Skalární soucˇin se pocˇítá následujícím zpu˚sobem :
(V 1x ∗ V 2x) + (V 1y ∗ V 2y)
Testují se takto všechny strany, dokud se projekce prˇekrývají. Po první nalezené ose, na
které spolu projekce nejsou v kolizi mu˚žeme prˇestat pocˇítat, protože máme výsledek -
objekty spolu nejsou v kolizi. Porˇád by se však objekty byly schopny pohybovat v neˇcˇem,
co by se dalo prˇedstavit jako jakousi mrˇížku možností pohybu. To znamená, že pokud
naprˇ. pu˚jde hrácˇova postava z kopce, bude to vypadat, jakoby šla po schodech. To na
jednu stranu jde ovlivnit „citlivostí“ (v závislosti na cˇasovém kroku serveru) pohybu, ale
bez ošetrˇení to zkrátka nikdy nebude vypadat dobrˇe. Existuje jednoduché rˇešení : využít
os které se již byly testovány pro zjišteˇní, na které je nejmenší prˇekrytí daných projekcí.
Pokud je známo prˇekrytí a pu˚vodneˇ testovaná osa je v jednotkovém vektorovém tvaru,
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dá se vzájemným vynásobením získat vektor, který se nazývá minimální vektor posunutí.
Ten se pak mu˚že použít jako odchylka hrácˇova pohybu (v prˇípadeˇ že se „vyšší vrstva“
aplikace pro to rozhodne). Dva z kroku˚ algoritmu prˇi testování kolize dvou trojstranných
polygonu˚ pomocí SAT jsou znázorneˇny na obrázcích 5 a 6 (V prˇípadeˇ vyobrazeném na
teˇchto obrázcích jsou to zárovenˇ jediné dva potrˇebné kroky).[9][10]
7.4.1 Konkávní polygony
Jak již bylo zmíneˇno, SAT se dá použít pouze pro konvexní polygony. Každý konkávní
polygon se však dá rozdeˇlit na množinu konvexních polygonu˚ použitelných pro tuto
metodu. Touto dekompozicí se budu víc do hloubky veˇnovat v kapitole 9 o triangulaci
polygonu˚.
7.4.2 Složitost SAT kolize, optimalizace
Výpocˇet kolize pomocí SAT je obecneˇ rychlý, i tak je ale jeho výpocˇet mnohem nárocˇneˇjší
než AABB. Velice jednoduše se však dá využít toho, že polygony jsou vždy uvnitrˇ ob-
délníku urcˇujícího „bounding box“. Prˇi testování kolize tedy mu˚žeme nejprve otestovat
objekty pomocí AABB - pokud nejsou v kolizi podle AABB, nebudou v kolizi ani podle
SAT, takže se SAT vu˚bec nemusí pocˇítat.
7.5 Implementace pohybu
Samotný pohyb je rˇešen pomocí jedné statické funkce (pro server i klient), ve které se
prˇi výpocˇtech bere v potaz cˇasový krok serveru pro jednotnost výpocˇtu˚. To znamená, že
by se pohyb na straneˇ klienta meˇl pocˇítat ve stejných intervalech jako na straneˇ serveru.
Tento fakt velmi pomáhá prˇi implementaci již zmíneˇné predikce pohybu v kapitole 5.
Hrácˇi se postupneˇ zrychlují prˇi pohybu urcˇitým smeˇrem a gravitace rovneˇž roste, po-
kud hrácˇ nestojí na zemi. To se v mém prˇípadeˇ deˇje jednou za každých 20 milisekund,
což také znamená, že maximální použitá hodnota serverového cˇasového kroku je 20 mi-
lisekund a meˇla by být taková, aby byla deˇlitelná zvolenou dobou cˇásti cˇasového kroku
pro jednoduchost použití.
7.5.1 Význam SAT pro pohyb hrácˇu˚
Za prˇedpokladu, že se prˇi každé kolizi prˇipocˇítává již zmíneˇný minimální vektor posu-
nutí prˇi kolizi s objektem cˇi polygonem, který nemá všechny strany vodorovné k osám
x cˇi y, vzniká problém - objekt „klouže“. Tento problém jsem odstranil tak, že pokud se
hrácˇ nemíní pohybovat, vypíná se na tento cˇas prˇicˇítání minimálního vektoru posunutí, a
dopocˇítává se pouze y sourˇadnice do potrˇebné pozice, kdy objekty nejsou v kolizi. Poté,
co je však problém vyrˇešen, vytvárˇí prˇicˇítání výše zmíneˇného vektoru pohyb, který je
pomalý prˇi chození do kopce a rychlý prˇi chození z kopce - další výpocˇty nejsou potrˇeba
(pokud není cílem reálnost pohybu a fyzikální prˇesnost - což v prˇípadeˇ této hry není).
Vliv úhlu na rychlost lze regulovat nastavením gravitace.
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Obrázek 5: zjišteˇna kolize - modrou barvou je znázorneˇn prˇípadný minimální vektor po-
sunutí
Obrázek 6: kolize nebyla zjišteˇna - pro tento polygon již nemusíme testovat
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8 Editor map
8.1 Popis základních principu˚ editoru
Hlavní ideou editoru map je vytvorˇit prostrˇedí, které umožní co nejjednodušší vytvárˇení
a editaci úrovní. To mi poneˇkud komplikují neˇkteré koncepty popsané v prˇedešlých ka-
pitolách. Jeden z nich je SAT (Separation-Axis Theorem), který jsem zminˇoval v kapitole
o knihovneˇ pohybu - aby detekce kolizí fungovala jak má, musí být polygony, se kte-
rýma se pocˇítá konvexní. To se dá vyrˇešit bud’to omezením herních kolizních objektu˚
na pouze konvexní polygony, a nebo rozdeˇlením konkávního polygonu na neˇkolik kon-
vexních polygonu˚ (naprˇ. trojstranných), což je jeden z du˚ležiteˇjších principu˚, který v této
kapitole budu rˇešit. Nejdrˇíve je však du˚ležité, abych urcˇil, jak prostrˇedí funguje, a co vše
umožnˇuje. To lze popsat v bodech, z nichž neˇkteré proberu více do hloubky v pozdeˇjších
podsekcích:
• Možnost importu obrázku˚ ve tvaru png cˇi jpg, v rozmeˇrech, jejichž hodnoty jsou
násobky cˇísla 2 (kvu˚li OpenGL) jako objektu˚, které se následneˇ mohou vkládat do
sveˇta - lze zvolit velikost objektu, cˇi se rozhodnout pro urcˇitý násobek pu˚vodní
velikosti (libovolné floating-point cˇíslo). Zárovenˇ je možné zvolit si Z-pozici prˇi
vykreslování na obrazovku (a tím vrstvit objekty).
• Všechny takto vytvorˇené objekty se vkládají do objektu typu ArrayList, který je
zobrazen pomocí trˇíd JFrame a JLabel - lze selektovat objekty, mazat je, apod.
• Prˇi zvolení objektu z nabídky je možné ho vložit do sveˇta - nyní nemá objekt nasta-
venou kolizi.
• Do sveˇta lze vložit kolizní body, které se automaticky propojují v rámci objektu˚
urcˇených ke kolizi, a tvorˇí tím obrys objektu, což lze prozatím vnímat jako kolizi
daného objektu.
• Objekty ve sveˇteˇ jsou propojeny pomocí identifikátoru s objekty v nabídce objektu˚ -
naprˇ. prˇi prˇidání kolizních bodu˚ se zmeˇny projeví na všech objektech pocházejících
ze stejného objektu v této nabídce.
• Kolizní polygon se automaticky rozkládá na trojstranné polygony - tyto polygony
jsou vyobrazeny na obrázku 7 uvnitrˇ ru˚žového objektu zelenou barvou (problema-
tika je podrobneˇji popsána v následující kapitole).
• Objekty jde prˇed vložením do sveˇta horizontálneˇ otácˇet.
• Kolize objektu má vliv na uzly mrˇížky (pokud je s uzlem v kolizi, nastaví ho na
uzel kolizní - cˇervené uzly na obrázku 7) - touto mrˇížkou se rˇídí umeˇlá inteligence,
kterou blíže popisuji v kapitole 10.
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• Další možnosti editoru jsou : vkládání jednoduché dynamické vegetace (náhodná
velikost apod.), kolizní objekty urcˇené pro umeˇlou inteligenci (pro omezení po-
hybu), míst, na kterých se mu˚že hrácˇ po smrti objevit, cˇi bodu˚, které urcˇují zajímavá
místa pro hrácˇe ovládané umeˇlou inteligencí, které budu veˇnovat celou kapitolu 10.
Obrázek 7: Ukázka tvorby úrovneˇ v editoru map
8.2 Serializace a ukládání
Objekty jsou serializované pomocí objektu˚ typu InputStream a OutputStream (Java seria-
lizace) - acˇ jsem zmeˇnil zpu˚sob serializace prˇi komunikaci mezi hrácˇi a serverem, rozhodl
jsem se nadále používat tyto trˇídy místo knihovny Kryo[4], protože by zmeˇna prakticky
nemeˇla vliv na chod hry. Po vytvorˇení dané mapy lze mapu exportovat - tato mapa si pak
mu˚že uživatel zvolit prˇi startu serveru, a každému hrácˇi se prˇi jeho prˇipojení následneˇ
tato mapa zašle (všichni hrácˇi by tedy meˇli mít potrˇebné textury - to jsem vyrˇešil neumož-
neˇním využívání textur mimo samotný projekt). Mapa se také dá uložit jako „projekt“,
který obsahuje danou mapu a všechny v ní použité entity pro následné jednoduché upra-
vování.
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9 Triangulace polygonu˚ - Metoda orˇezávání uší
9.1 Úvod
Je mnoho možností, jak konkávní polygon rozdeˇlit na množinu polygonu˚ konvexních.
Jednou z nejjednodušších jak na pochopení tak na implementaci je metoda orˇezávání uší
(Ear clipping method). Také je však jedna z pomalejších metod - což není prˇíliš relevantní,
protože se polygony nemají rozdeˇlovat za hry, ale prˇímo v editoru úrovní. Prˇes jednodu-
chost tohoto algoritmu jsem prˇi jeho implementaci narazil na spoustu problému˚, jejichž
rˇešení se v této kapitole budu snažit strucˇneˇ a prˇitom co nejlépe popsat.
9.2 Princip metody orˇezávání uší
Platí, že každý jednoduchý polygon skládající se s alesponˇ 4 bodu˚ má alesponˇ 2 uši (zob-
razeno na obrázku 8), což jsou trojstranné polygony, jejichž dveˇ strany jsou již spojené
strany „obrysu“ polygonu, a trˇetí stranu tvorˇí strana, která spojuje dveˇ již známé strany,
je celá uvnitrˇ triangulovaného polygonu. [16] Pokud se tedy sekvencˇneˇ prochází body
tvorˇící tento polygon, a je nalezeno zmíneˇné ucho, je ho možno oddeˇlit od pu˚vodního po-
lygonu, a následneˇ provést daný algoritmus znova s orˇezaným polygonem - tento proces
se opakuje dokud není triangulace ukoncˇena.
9.3 Popis rˇešení
Hlavním problémem, který jsem prˇi tomto algoritmu musel vyrˇešit je samotné zjišteˇní,
zda zvolený polygon prˇi pru˚chodu jednotlivými body mu˚že být ucho cˇi ne. Rˇešení to-
hoto problému bylo složiteˇjší, než jsem ocˇekával. Platí, že pokud jakýkoliv z ostatních
bodu˚ práveˇ rozkládaného polygonu je uvnitrˇ potenciálního „uchového“ polygonu, po-
lygon není uchem - znamená to totiž, že testovaný polygon není celý uvnitrˇ polygonu,
což vyvrací definici ucha. To se dá pomeˇrneˇ jednoduše vyrˇešit výpocˇtem obsahu˚ trojú-
helníku˚ skládajících se vždy z jedné strany testovacího trojúhelníku a dveˇma stranami
vytvorˇenými spojením s bodem testovaným na toto kritérium vu˚cˇi obsahu trojúhelníku
vytvorˇeného testovaným polygonem - soucˇet obsahu˚ vytvorˇených ze stran a bodu˚ se
rovná obsahu celého testovaného polygonu za prˇedpokladu, že je bod uvnitrˇ tohoto
trojúhelníku.[12] Pokud bych testoval polygony pouze pomocí tohoto kritéria, rozklad
by probeˇhl tak jak má ve veˇtšineˇ prˇípadu˚. To, že žádný bod není uvnitrˇ testovaného po-
lygonu však ješteˇ neznamená, že je tento testovaný polygon celý uvnitrˇ triangulovaného
polygonu. To se stane pokud je jedna ze stran testovaného polygonu úplneˇ mimo tri-
angulovaný polygon - žádný bod tedy nemusí být uvnitrˇ tohoto polygonu. Bylo tedy
potrˇeba umeˇt zjistit, kdy tomu tak je. Rˇešení, pro které jsem se rozhodl je následující :
• Najdi prostrˇední bod testované strany.
• Vyšli z tohoto bodu paprsek urcˇitým smeˇrem.
• Otestuj paprsek na kolize s ostatními stranami polygonu. (hledání pru˚secˇíku úse-
cˇek, které je možno k tomuto zjišteˇní využít, je podrobneˇji popsáno v kapitole 12).
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• Pokud je pocˇet kolizí sudý, bod je mimo polygon a tím pádem i testovaná strana,
jinak je strana uvnitrˇ polygonu.
Po spojení dvou výše zmíneˇných technik jde prˇesneˇ urcˇit, zda je urcˇitý polygon ucho, cˇi
ne, a v závislosti na tom ho bud’to odrˇíznout od zbytku polygonu, cˇi otestovat po neˇm
následující bod na zmíneˇná kritéria. Toto testování je vhodné provádeˇt naprˇ. ve „while“
cyklu, cˇi rekurzivneˇ, s urcˇitým ošetrˇením proti nekonecˇnému zacyklení. Já jsem se roz-
hodl pro rekurzivní funkci, ve které ošetrˇuji nekonecˇné zacyklení a následné prˇetecˇení
zásobníku cˇíslem, které se inkrementuje pokaždé, když se ve funkci nic nestane. Po urcˇi-
tém pocˇtu zbytecˇných volání se z funkce vyskocˇí ven - tato situace by však nemeˇla nastat.
Rekurzivní funkce v každé své iteraci testuje a pokouší se postupneˇ rozkládat daný po-
lygon a ukládat oddeˇlené polygony - naprˇ do listu. Jakmile je pocˇet bodu˚ 3, udeˇlá se z
teˇchto bodu˚ poslední polygon, uloží se ke všem ostatním polygonu˚m tvorˇící pu˚vodní
jednotný polygon, nyní však již rozdeˇlený na množinu polygonu˚ konvexních.
Obrázek 8: polygon po triangulaci - cˇervenou barvou je zobrazeno jedno z uší
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10 Umeˇlá inteligence
10.1 Úvod
Ve hrˇe kromeˇ ostatních prˇipojených hrácˇu˚ nejsou žádní jiní neprˇátelé. To mi poneˇkud
zjednodušilo navrhování toho, jak „nadstavím“ trˇídy starajíci se o umeˇlou inteligenci
nad zbytek již implementovaného kódu. Rozhodl jsem se vnímat hrácˇe ovládané umeˇ-
lou inteligencí stejneˇ, jako hrácˇe ovládané cˇloveˇkem. Vlákno starající se o vykreslování
sveˇta, snímání klávesnice jsem vymeˇnil za vlákno, které sveˇt nevykresluje a o stisknuté
klávesy se v ní stará umeˇlá inteligence, která se na základeˇ sveˇta kolem hrácˇe jím ovlá-
daným rozhoduje, jakou klávesu „stiskne“, cˇi kam zamírˇí. Data jsou na straneˇ serveru
zpracována stejným zpu˚sobem, jako u ostatních hrácˇu˚ (více viz kapitola o sít’ové archi-
tekturˇe) - hrácˇi ovládaní umeˇlou inteligencí (dále boti) tak nemají žádné výhody co se
týcˇe pohybu - speciálneˇ tento bod prˇináší spoustu problému, se kterými jsem se musel
poprat prˇi návrhu i implementaci. Boti musí umeˇt skákat prˇes prˇekážky, strˇílet na hrácˇe
- pokud ho tedy uvidí, manévrovat v souboji, apod. První funkcionalitu kterou jsem se
rozhodl implementovat a na ní vše postavit je urcˇitý druh hledání cesty mapou - rozhodl
jsem se pro A* algoritmus[14], který je jeden z nejznámeˇjších algoritmu˚, prˇedevším co se
týcˇe 2D her.
10.2 Hledání cesty grafem - A* algoritmus
10.2.1 Uzel
A* (A Star) algoritmus definuje uzel jako svou jednotku - obvykle cˇtvercovou kvu˚li jed-
noduchosti, používají se však i ostatní druhy polygonu˚. Každý uzel obsahuje následující
informace :
• rodicˇ - uzel mu˚že, ale nemusí mít rodicˇe. Rodicˇ je uzel, který jde vnímat jako smeˇr,
odkud algoritmus do daného uzlu prˇišel.
• hodnota H (Heuristická hodnota) - hodnota urcˇující vzdálenost daného uzlu od
uzlu cílového. Dá se vypocˇítat mnoha zpu˚soby, každý z nich vytvárˇí svu˚j specifický
typ pohybu.
• hodnota G (Cena pohybu) - tato hodnota je urcˇena hodnotou G od rodicˇe daného
uzlu + cenou cesty od rodicˇe k danému uzlu.
• hodnota F - kombinace hodnot H a G - používá se prˇi výbeˇru vhodných uzlu˚ pro
jednotlivé iterace algoritmu.
10.2.2 Otevrˇený/Uzavrˇený list
Uzly se obvykle vkládají do dvou listu˚ : otevrˇeného a uzavrˇeného listu. V otevrˇeném
listu se nacházejí všechny použitelné uzly v dané iteraci algoritmu, v uzavrˇeném listu
jsou všechny již prozkoumané uzly v iteracích prˇedchozích - tím je zamezeno navštívení
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již prozkoumaného uzlu. Poté se odeberou cˇi oznacˇí naprˇ. booleovským atributem uzly,
které jsou ve sveˇteˇ v kolizi - to je vhodné prˇedem vypocˇíst (za prˇedpokladu že je sveˇt
statický).
10.2.3 Popis algoritmu
Na zacˇátku iterace algoritmu se zkoumají uzly v okruhu zvoleného centrálního uzlu (v
první iteraci to je uzel pocˇátecˇní) - vypocˇítají se jejich hodnoty H, G, a následneˇ F - pouze
však pokud tyto uzly nejsou kolizní a nejsou v uzavrˇeném listu. Všechny tyto uzly se
vkládají do otevrˇeného listu, a jejich rodicˇ je nastaven na centrální uzel. Centrální uzel je
vložen do listu uzavrˇeného. Pro další iteraci se volí uzel s nejmenší hodnoutou F (který je
použitelný) - v prˇípadeˇ více stejných minimálních hodnot F je vhodné zvolit uzel s nižší
hodnotou H. Iteruje se, dokud není nalezen uzel, který je na zacˇátku iterování oznacˇen
jako konecˇný. Jakmile je tento uzel nalezen, je funkce úspeˇšneˇ ukoncˇena vrácením listu
uzlu˚ tvorˇící nejkratší cestu od zacˇátku k cíli (v rámci nastavených možností pohybu).
Tento list je vytvorˇen zpeˇtným návratem z konecˇného uzlu na uzel pocˇátecˇní pomocí
atributu rodicˇ.
Obrázek 9: Hledání cesty grafem pomocí A* algoritmu - obrázek prˇevzat z WWW :
http://www.raywenderlich.com/4946/introduction-to-a-pathfinding
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Na obrázku 9 je zobrazen výsledek postupu kocˇky, která hledá pomocí A* algoritmu
cestu ke kosti. Kocˇka se prˇitom nemu˚že pohybovat diagonálneˇ. Cˇervenou barvou je zná-
zorneˇna cesta. V jednotlivých uzlech se nachází hodnoty F (levý vrchní roh), G (levý
spodní roh) a H (pravý spodní roh). Hodnota H je zde pocˇítána Manhattanskou vzdále-
ností (horizontální vzdálenost + vertikální vzdálenost).
Obrázek 10: Zobrazení prohledávaných uzlu˚ (žluté uzly) prˇi hledání cesty (modré uzly)
k cíli (ru˚žový uzel)
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10.2.4 Použití
Po implementaci tohoto algoritmu jsem musel vymyslet, jak se bude vypocˇítaná cesta
používat. Jak bude bot veˇdeˇt, kam se pohybovat? Pokud bot vidí hrácˇe, vyrˇešil jsem
to jednoduše - zacˇne strˇílet, rychle se hýbat zleva doprava a obcˇas vyskocˇí. Pro imple-
mentaci této funkcionality by prakticky nebylo nutné použít A* algoritmus (hrácˇ nevidí
ostatní hrácˇe pokud mezi nimi existují prˇekážky). Co ale deˇlat když bot žádného hrácˇe
nevidí? Rˇešení : bot si vybere jeden ze zajímavých bodu˚ na mapeˇ, a bude se na neˇj snažit
dojít. Pokud se mu po cesteˇ neˇco nestane (naprˇ. smrt), potom co dojde do daného bodu,
vybere si další. Tyto body jsou rozmísteˇny po úrovni prˇi její tvorbeˇ tvu˚rcem mapy. Po-
kud by hra byla naprˇ. isometrická, nebo by hrácˇi umeˇli lítat, jednoduše by se následovala
cesta, která se vypocˇítá A* algoritmem. V mé hrˇe však hrácˇi lítat neumí, dále hrácˇe ovliv-
nˇuje gravitace, a skákat umí jen do urcˇité výšky. Protože jsem chteˇl, aby byl editor map co
nejjednodušší, jakákoliv úprava uzlu˚ (naprˇ. oznacˇit urcˇité uzly jako uzly „skokové“, aby
bot veˇdeˇl, že má skocˇit) byla vyloucˇena. Rozhodl jsem se trochu zaimprovizovat, a na-
místo rozšírˇení možností editoru map jsem rozšírˇil možnosti umeˇlé inteligence. Rozšírˇení
je následující : bot vypocˇítá cestu k cíli, nahlídne na N-tou pozici (naprˇ. pozice 3) a spocˇítá
Y a X vzdálenost od zvoleného uzlu. Pokud je X vzdálenost minusová, pu˚jde bot doleva,
pokud bude plusová, pu˚jde doprava. Protože bot vždy nahlíží na stejnou pozici v cesteˇ
k cíli, dá se pomocí Y vzdálenosti rozhodnout, zda je vhodné vyskocˇit. Stále však mu˚že
nastat situace, že nebude moct vyskocˇit naprˇ. na plošinu, která je prˇíliš vysoko (prˇíklad
této situace je vyobrazen na obrázku 10), a bude se o to porˇád dokola pokoušet- proto
jsem se do editoru map prˇidal možnost „neviditelných“ kolizních objektu˚, které jsou ve
hrˇe vnímány pouze prˇi výpocˇtu A* cesty. Je tedy možné velice jednoduše zatarasit cesty
„nesmyslné“ pro bota, a to s minimálním úsilím.
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11 Pole viditelnosti - Vrhání paprsku˚
11.1 Úvod
Protože se hrácˇi nevidí prˇes ostatní kolizní objekty, bylo vhodné tento fakt doplnit neˇja-
kou indikací, podle které se hrácˇ mu˚že rˇídit - prˇesneˇ tak veˇdeˇt, kam vidí a kam ne, bez
nutnosti hrácˇovy aproximace. Po internetové inspiraci[13] jsem se rozhodl vyrˇešit imple-
mentaci pole viditelnosti pomocí vrhání paprsku˚, kterému budu veˇnovat tuto kapitolu.
11.2 Popis algoritmu
Algoritmus by se dal shrnout do následujících bodu˚ :
• Vyšli paprsek ke každému viditelnému bodu.
• Ke každému z teˇchto bodu vyšli další dva paprsky, tentokrát s urcˇitou odchylkou
+/− : odchylka by meˇla být malá, okem neviditelná (naprˇ. setiny stupnˇu˚).
• Najdi nejbližší pru˚secˇík(hledání pru˚secˇíku úsecˇek je podrobneˇji popsáno v kapitole
12) všech teˇchto paprsku˚ se sveˇtem (nejlépe pouze v neˇjakém rozsahu pro zrychlení
algoritmu). Testují se pouze obrysy kolizních objektu˚, nikoliv všech triangulova-
ných polygonu˚, který je tvorˇí - strany uvnitrˇ polygonu by byly zbytecˇneˇ testovány
(paprsky po otestování jsou zobrazeny na obrázku 11).
• Serˇad’ pru˚secˇíky podle úhlu, který svírá úsecˇka tvorˇená pru˚secˇíkem a strˇedem hrácˇe
s naprˇ. osou X.
• Vytvorˇ polygony skládající se vždy ze dvou sousedních pru˚secˇíku˚ nalezených v
prˇedešlých bodech a prostrˇedním bodem hrácˇe.
Du˚ležitým poznatkem, který výše zmíneˇný internetový cˇlánek [13] nezminˇuje je fakt, že
musí být kolem viditelného obrazu hrácˇem vytvorˇen box, který slouží jako „zachycovacˇ“
paprsku˚, které nejsou s nicˇím jiným ve sveˇteˇ v kolizi - každý paprsek musí mít pru˚secˇík
ve sveˇteˇ, aby tato metoda fungovala tak, jak má. Zárovenˇ je nutné vysílat paprsky vu˚cˇi
všem cˇtyrˇem bodu˚m tvorˇícím tento box - to zpu˚sobí vytvorˇení polygonu˚ na místech, kde
se nevyskytují žádné ostatní kolizní body vu˚cˇi kterým vysílat paprsky.
11.3 Použití ve hrˇe
Poté, co algoritmus úspeˇšneˇ probeˇhne, vykreslí se vytvorˇené polygony na obrazovku
naprˇ. s urcˇitým vyplneˇním s nízkým prvkem alfa (zobrazeno na obrázku 12). Samotný
výsledek algoritmu se logicky nestará o „skrytí“ objektu˚, které je nutné skrýt - v zá-
sadeˇ by mohl, avšak to by bylo vysoce neefektivní a zbytecˇneˇ složité (zvlášteˇ co se týcˇe
umeˇlé inteligence). Zjišteˇní viditelnosti se provádí opeˇt pomocí vysílání paprsku˚ vu˚cˇi
pohyblivým entitám na obrazovce. Pokud úsecˇka vytvorˇena mezi naprˇ. hlavou hrácˇe a
prostrˇedkem teˇla neprˇítele není nikde prˇerušena, neprˇítel je videˇt, jinak ne.
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Obrázek 11: Zobrazení vyslaných paprsku˚ po testování na pru˚secˇíky
Obrázek 12: Vykreslení polygonu˚ s urcˇitým podbarvením
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12 Nalezení pru˚secˇíku dvou úsecˇek
Pru˚secˇík dvou úsecˇek se dá nalézt ru˚znými zpu˚soby. Zvolil jsem ten, který mi byl nej-
bližší - rˇešení pomocí soustavy lineárních rovnic prˇímek. Každá prˇímka lze zapsat násle-
dující rovnicí :
y = ax+ b
Promeˇnná a znacˇí sklon prˇímky. Podle této hodnoty lze také zjistit, zda jsou prˇímky rov-
nobeˇžné (když se hodnoty sklonu a u obou prˇímek rovnají). Lze vypocˇítat následujícím
vzorcem, kde promeˇnná pBod znacˇí pocˇátecˇní bod úsecˇky a promeˇnná kBod bod ko-
necˇný :
a =
kBody − pBody
kBodx− pBodx
Pro promeˇnnou b platí, že prˇímka musí protnout osu Y v bodeˇ (0,b), a lze získat substitucí
hodnot x a y za body, které již na prˇímce známe - lze tedy použít pocˇátek i konec zadané
úsecˇky. Za prˇedpokladu, že jsou známy hodnoty a a b obou prˇímek, lze od sebe rovnice
prˇímek s teˇmito dosazenými hodnotami odecˇíst, a získat tím hodnotu x pru˚secˇíku, která
se následneˇ dosadí do jedné z prˇedešle použitých rovnic, z cˇehož se vypocˇte hodnota y
pru˚secˇíku. Tento pru˚secˇík však ješteˇ neznacˇí hledaný pru˚secˇík dvou úsecˇek, nýbrž pru˚-
secˇík dvou prˇímek. To lze vyrˇešit testem na to, jestli je bod úsecˇky „mezi“ body prˇímek -
pokud ano, je nalezen pru˚secˇík dvou úsecˇek.
12.1 Prˇevod do kódu
I když se jedná o rˇešení pomocí soustavy rovnic, žádné soustavy rovnic se v kódu ne-
objevují - Java nedokáže sama o sobeˇ rˇešit soustavy rovnic o neˇkolika neznámých. Platí
však, že :
b1− b2 = −(a1 · x) + (a2 · x)
Tohoto faktu jsem využil k získání hodnoty x pru˚secˇíku : ta se získá pokud se b1−b2 vydeˇlí
cˇíslem (−a1 + a2), a následneˇ se mu˚že vložit do kterékoliv z rovnic prˇímek ze zadaných
úsecˇek pro získání hodnoty y pru˚secˇíku. Až po prˇevodu do kódu jsem si uveˇdomil další
du˚ležitý fakt nutný ošetrˇení : Pokud je prˇímka rovnobeˇžná s osou Y v Eukleidovském
prostoru, vychází nekonecˇný sklon, což je problém prˇi následném výpocˇtu hodnoty b.
Pokud taková situace nastane, dá se toho však využít, protože bod x dané úsecˇky se v tu
chvíli již nemusí pocˇítat - nikdy se totiž nezmeˇní od bodu pocˇátecˇního cˇi koncového.
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13 Záveˇr
Acˇ jsem se v práci snažil popsat pouze ty nejdu˚ležiteˇjší problémy rˇešené prˇi programo-
vání hry, bylo jich prˇíliš mnoho na to, abych je popsal všechny, cˇi prˇi daném popisu zachá-
zel do prˇílišných detailu˚. I prˇesto veˇrˇím, že tato práce mu˚že být prˇínosná jako vzor pro
implementaci probírané funkcionality - zejména proto, že mi prˇi programování samot-
nému cˇlánky s podobnou strucˇností vyhovují. Prˇi tvorbeˇ hry jsem se dozveˇdeˇl spoustu
zajímavých a užitecˇných technik, kterými se rˇídí spousta jak nezávislých, tak AAA her.
Zadání práce bylo zárovenˇ velmi volné, což mi umožnilo volit funkcionalitu aplikace
prˇesneˇ podle svých prˇedstav. V tom mi také velmi pomohl mu˚j vedoucí práce, se kte-
rým jsem své volby pravidelneˇ konzultoval a inspiroval se jeho nápady prˇi implemen-
taci velké cˇásti herní funkcionality. Protože jsem pracoval na relativneˇ nízké aplikacˇní
úrovni - vzhledem k volbeˇ knihoven - pomohlo mi to pochopit neˇkteré z problému˚ více
do hloubky a také mít veˇtší kontrolu nad funkcionalitou aplikace než prˇi použití jednoho
z herních „enginu˚“. Co se týcˇe hry samotné - v dobeˇ psaní této práce je ve fázi hratelného
prototypu poukazujícího na všechnu funkcionalitu popisovanou v této práci. Rád bych
v blízké budoucnosti hru dokoncˇil a v prˇípadeˇ dokoncˇení nyní vyvíjeného portálu her ji
do neˇj zarˇadil.
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15 Prˇílohy
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Práce práce v elektronické podobeˇ ve formátu PDF
