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V této práci je popsána implementace programu, zobrazujícího procedurální animaci lidské
chůze. Tento program používá takzvanou skeletální animaci, kdy rozpohybováváme virtu-
ální kostru pomocí přímé a inverzní kinematiky, a pak podle této kostry transformujeme
vrcholy 3D modelu člověka. Nastavení vah kostí pro jednotlivé vrcholy se provádí metodou
obálek, model je načítán z formátu ”ASE“. Aplikace je psána v jazyce C++ a pro vizualizaci
je použita knihovna OpenGL s rozšířením GLUT.
Abstract
This thesis describes the implementation of the program displaying procedural animation of
human walk. This program uses the so-called skeletal animation, in which a virtual skeleton
is being moved by a forward and inverse kinematics, and subsequently the vertexes of the
3D model of a human are transformed in accordance to the skeleton. Setting of the weight
of the bones for individual vertexes is done via the envelope method, the model is loaded
from the ”ASE“ format. The application is written in the C++ programming language and
for the visualization the OpenGL library with the GLUT expansion is used.
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V dnešní době dochází k velmi rychlému rozvoji informačních technologií, zrychlují se pro-
cesory, zvyšují se kapacity operačních paměti, výkony grafických karet a celkově dochází k
vylepšování všech komponent uvnitř počítače. S tímto pokrokem jde ruku v ruce i pokrok v
oblasti počítačové grafiky, proto si programátoři mohou dovolit zasadit do aplikace mnohem
více modelů, či umožnit grafikům vytvářet je detailněji. Avšak s růstem vrcholů a celko-
vým počtem trojúhelníků ve scéně se aplikace dostávaly do problému v oblasti animace.
U modelů, které se pohybovaly jako celek, nebyl tento problém až tak velký, na rozdíl od
modelů lidí, zvířat, či jiných živočichů, kde při pohybu animátor musí mít možnost ohýbat
či natahovat jednotlivé části modelu.
Ve starších aplikacích nebyly modely až natolik propracované a skládaly se pouze z
několika stovek vrcholů, proto nebyl žádný problém mít, pro každou časovou jednotku,
uloženy aktuální souřadnice všech bodů. Jednotlivé animace nebyly ani nijak dlouhé a
většinou se jednalo pouze o krátké cykly, které se stále opakovaly (například při chůzi,
běhu, atd.). V moderních aplikacích, kdy není problémem mít modely o tisících či deseti
tisících trojúhelníků, by takto vytvářené animace zabíraly nepřijatelné množství místa na
disku, a proto byla vyvinuta technika skeletální animace, které se více věnuje třetí kapitola.
Skeletální animace, která jak už svým názvem napovídá, namísto pohybování všemi
vrcholy objektu zasadí dovnitř modelu kostru, jenž odpovídá za pohyb celého modelu. Tím
odpadá potřeba pamatovat si souřadnice vrcholů v jednotlivých časových okamžicích, a stačí
nám pouze transformační matice jednotlivých kostí. Svým způsobem je tato technika velmi
podobná kosternímu systému u reálných živočichů. Každý vrchol je ovlivňován kostmi v
jeho blízkosti, a čím blíže k některé z nich je, tím na něj má větší vliv. Po skeletální animaci
následuje kapitola, ve které je popsán způsob implementace jednotlivých struktur a načítání
dat ze souboru o formátu ”ase“.
Alternativní možností ukládání animace, může být procedurální animace, o níž pojed-
nává pátá kapitola. U procedurální animace je pohyb každé kosti popsán odpovídající funkcí
(procedurou), která v závislosti na čase mění natočení či umístění kosti. Proto již nejsou
nutné žádné externí soubory, uchovávající pozice vrcholů v čase. Poslední část zprávy je





V této části je popsána grafická knihovna OpenGL, která dnes na většině platforem před-
stavuje standard pro tvorbu 2D a zejména pak 3D grafických aplikaci. V první podkapitole
je krátce zmíněna historie této grafické knihovny, na kterou navazuje část popisující její zá-
klady. Druhá podkapitola je věnována knihovně GLUT, jenž tvoří nadstavbu nad OpenGL
a v následujících podkapitolách je popsán způsob provádění transformací a nastavení osvět-
lení uvnitř scény.
2.1 OpenGL a jeho základy
Tato podkapitola byla převzata z [9]. Knihovna OpenGL (Open Graphics Library) byla na-
vržena firmou SGI jako aplikační programové rozhraní k akcelerovaným grafickým kartám.
OpenGL byla navržena s důrazem na to, aby byla použitelná na různých typech grafických
akcelerátorů a aby ji bylo možno použít i v případě, že na určité platformě žádný grafický
akcelerátor není nainstalován. V současné době lze knihovnu OpenGL použít na různých
verzích unixových systémů (včetně Linuxu a samozřejmě IRIXu), OS/2 a na platformách
Microsoft Windows. Knihovna OpenGL (na rozdíl od IRIS GL nebo Direct 3D) byla vy-
tvořena tak, aby byla nezávislá na použitém operačním systému, grafických ovladačích a
správcích oken. Proto také neobsahuje žádné funkce pro práci s okny (otevírání, zrušení,
změnu velikosti), pro vytváření grafického uživatelského rozhraní ani pro zpracování udá-
lostí. Tyto funkce lze zajistit buď přímo voláním funkcí příslušného správce oken, nebo lze
použít některou z nadstaveb, například knihovnou GLUT (OpenGL Utility Toolkit). Pro-
gramátorské rozhraní knihovny OpenGL je vytvořeno tak, aby knihovna byla použitelná
v téměř libovolném programovacím jazyce. Primárně je však k dispozici hlavičkový sou-
bor pro jazyky C a C++. V tomto souboru jsou deklarovány nové datové typy používané
knihovnou, některé symbolické konstanty a sada asi 120 funkcí tvořících vlastní rozhraní.
Existují však i podobné soubory s deklaracemi pro další programovací jazyky, například
Fortran, Object Pascal či Javu. Tyto soubory jsou však většinou automaticky vytvářeny
z Céčkovských hlavičkových souborů. Z programátorského hlediska se OpenGL chová jako
stavový automat. To znamená, že během zadávání příkazů pro vykreslování lze průběžně
měnit vlastnosti vykreslovaných primitiv (barva, průhlednost) nebo celé scény (volba způ-
sobu vykreslování, transformace) a toto nastavení zůstane zachováno do té doby, než ho
explicitně změníme. Výhoda tohoto přístupu spočívá především v tom, že funkce pro vy-
kreslování mají menší počet parametrů a že jedním příkazem lze globálně změnit způsob
vykreslení celé scény, například volbu drátového zobrazení modelu nebo zobrazení pomocí
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vyplněných polygonů. Vykreslování scény se provádí procedurálně, voláním funkcí OpenGL
se vykreslí výsledný rastrový obrázek. Výsledkem volání těchto funkcí je rastrový obrázek
uložený v tzv. framebufferu, kde je každému pixelu přiřazena barva, hloubka, alfa složka
popř. i další atributy. Z framebufferu lze získat pouze barevnou informaci a tu je možné
následně zobrazit na obrazovce.
Obrázek 2.1: Proces vykresleni pomocí OpenGL, zdroj [9]
OpenGL nezaručuje, že při spuštění identického programu používajícího knihovnu OpenGL
na různých platformách nebo různých grafických akcelerátorech dostaneme vždy přesně
stejný výsledek. Pokud bychom oba výsledné rastrové obrázky porovnali pixel po pixelu,
mohli bychom zjistit mírné rozdíly v barvách. Může to být způsobeno například odlišnou
přesností reprezentace čísel na grafické kartě, odlišnými algoritmy pro interpolaci barvy,
normály a texturových souřadnic nebo jinou bitovou hloubkou Z-bufferu. Celkové geomet-
rické a barevné podání scény by však mělo být zachováno.
Pomocí funkcí poskytovaných knihovnou OpenGL lze vykreslovat obrazce a tělesa složená
ze základních geometrických prvků, které nazýváme grafická primitiva. Mezi tato primitiva
patří bod, úsečka, trojúhelník, čtyřúhelník, plošný konvexní polygon, bitmapa (jednoba-
revný rastrový obraz) a pixmapa (barevný rastrový obraz). Složitější objekty lze vykreslovat
buď programově nebo s pomocí knihoven GLU a GLUT (kvádr, koule, válec, NURBS atd.).
Tyto objekty jsou však vždy složeny z geometrických primitiv. Pro vykreslování je nutno
použít programové závorky ”glBegin()“ a ”glEnd()“. Mezi těmito závorkami se postupně
zadávají všechny vrcholy primitiva pomocí funkce ”glVertex()“. U každého vrcholu navíc
můžeme zadat jeho normálu (pro Gouraudovo stínování), barvu, texturovací souřadnice čí
materiál. Pro zjednodušení je implementováno 10 odlišných primitivných typů pro vykres-
lení bodů, čar a polygonů, viz obrázek 2.2. Na vrcholy jednotlivých grafických primitiv
lze aplikovat různé transformace (otočení, změna měřítka, posun, perspektivní projekce),
pomocí kterých lze poměrně jednoduše nastavit objekt do určité polohy či vytvořit s nimi
animaci. Vykreslovaná primitiva mohou být osvětlena nebo pokryta texturou.
2.2 GLUT
GLUT [8], [11] neboli OpenGL Utility Tookit je systémově nezávislý doplněk grafické
knihovny OpenGL. Ve kterém je implementována podpora pro práci s okny (včetně zpraco-
vání událostí). Tyto činnosti totiž nejsou v knihovně OpenGL přímo podporovány, důvodem
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Obrázek 2.2: Možné typy vykreslování (od OpenGL verze 3.0 není doporučeno používat
GL QUADS, GL QUAD STRIP a GL POLYGON), zdroj [7]
je snaha o co největší zachování platformové nezávislosti. Funkce pro práci s okny či menu,
které jsou systémově závislé, se dříve, tj. v době, kdy knihovna GLUT neexistovala, mu-
sely naprogramovat pro každý operační systém (resp. jeho grafickou nadstavbu) zvlášť,
což od vývojáře aplikace vyžadovalo podrobnou znalost funkcí daného operačního systému,
grafické nadstavby a správce oken.
Definuje a implementuje aplikační rozhraní pro tvorbu oken a jednoduchého grafického
uživatelského rozhraní, přičemž je systémově nezávislá, tj. pro práci s okny se na všech
systémech používají vždy stejné funkce, které mají stejné parametry. Do knihovny jsou také
přidány funkce pro vykreslování bitmapového a vektorového písma. Oproti standardnímu
vykreslování primitiv, tento doplněk přidává možnost jedním příkazem vykreslit složitější
objekt (například kouli, krychli, válec, kužel atd.).
Knihovna GLUT definuje novou funkční vrstvu mezi knihovny operačního systému a
vlastní aplikaci. Z aplikace lze volat funkce knihovny GLUT, knihovny OpenGL i operačního
systému. K zajištění systémové nezávislosti aplikace na úrovni zdrojových textů je nevhodné
používat přímo volání systémových funkcí.
2.3 Transformace
Všechny modely jsou vytvářeny z grafických primitiv (čára, trojúhelník a další). Vytváření
objektu bývá obvykle v základní pozici (v počátku souřadnic) a následně použitím trans-
formací ho můžeme zvětšit, otočit či posunout do požadované pozice. Každý objekt je
definován svými vrcholy a jeho transformace se provádí za použití transformační matice.
Například, pokud chceme posunout určitým objektem, tak postupně pohybujeme se všemi
jeho vrcholy. Vrchol je reprezentován vektorem (v=[x,y,z,1]), kde první tři hodnoty udávají
jeho souřadnice a poslední hodnota, je pouze doplňková. Je zde proto, aby byl vektor čtyř
složkový, čehož se využívá při vynásobení transformační maticí. A právě transformace jsou
zadávány jako matice 4x4, kterými když vynásobíme vrchol (násobí se zprava) následně
dostaneme jeho pozici po transformaci. Vykreslení se liší podle verze OpenGL. Zatímco ve
verzi 2.0 a nižší probíhá způsobem, kdy nejdříve nastavíme všechny vnitřní transformační
matice a následně posíláme jednotlivé vrcholy na vykreslení. Každý vrchol, který jsme po-
slali, je nejdříve vynásoben modelovací a pohledovou transformaci (GL MODELVIEW) a
poté projekční transformaci (GL PROJECTION). Takto získaný nový vrchol je předán k
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vykreslení do 2D okna. V modelovací resp. zobrazovací matici je uloženo umístění a na-
točení objektů ve scéně resp. poloha a natočení kamery. Projekční transformace nastavuje
pohledový kvádr, kde můžeme nastavit, zda se má jednat o paralelní či perspektivní pro-
jekci. Avšak od verze 3.0 není doporučeno používat standardních funkcí, pro manipulaci s
maticemi, ale upřednostňuje se implementace vlastní třídy matice s funkcemi pro rotaci,
změnu měřítka, posunutí či převedení na inverzní. V aplikaci je třída částečně převzata z
knihovny vektorů, která mi byla poskytnuta mým vedoucím Lukášem Polokem.
Pro možnost vrácení se do počátečního stavu souřadnic slouží příkaz ”glLoadIdentity“,
který nastaví hodnotu aktuální matice tak, že všechny její hodnoty jsou nulové, jen prvky,
které jsou na hlavní diagonále, jsou jedničkové. Vzhledem k tomu, že většina transformač-
ních příkazů násobí aktuální matici a následně ji nahradí výsledkem, je tento příkaz velmi
potřebný. Pokud bychom nepoužili matici identity, docházelo by k dalším a dalším násobe-
ním matice. Aktuální matici si můžeme přímo nastavit do vnitřní matice pomocí příkazu
”glLoadMatrix“, který předpokládá parametr obsahující 16 hodnot.
Pohledová transformace může měnit tři důležité aspekty, polohu pozorovatele, směr
kam se dívá a jeho orientace. V OpenGL se pohledové transformace musí provádět před
modelovacími. Implicitně je poloha pozorovatele v počátku soustavy, pohled směřuje na
zápornou osu a orientace je vzhůru (ve směru osy Y). Transformaci lze pozměnit dvěma
způsoby. Prvním je pohyb všech objektů ve scéně (při velkých scénách, může být tento
způsob složitý) a druhý způsob je pomocí funkce ”gluLookAt()“, která čeká tři parametry,
polohu pozorovatele, polohu libovolného bodu, na který má být natočena a natočení neboli
orientaci pozorovatele.
Další důležitou operací s maticí je její uložení na zásobník čí její odstranění ze zásobníku.
Jedná se o příkazy ”glPopMatrix“ a ”glPushMatrix“. Příkladem užití těchto funkcí může
být kreslení kostry, kdy z jednoho místa vychází několik potomků. Proto si potřebujeme
uložit aktuální transformaci, do které se po vykreslení každého potomka vrátíme.
2.4 Stínování a osvětlení
Bez stínování by model vypadal pouze jako jednobarevná silueta, tudíž je stínování ve 3d
grafice velmi potřebné. Nejdříve než nakreslíme jakýkoliv polygon či trojúhelník, je potřeba
spočítat alespoň jeden jeho normálový vektor. OpenGL podporuje dva stínovací modely.
Prvním z nich je ploché stínování (flat shading) a druhé se nazývá hladké stínování (smooth
shading). Uživatel může použít kterékoliv z nich, převažuje však využívání hladkého stíno-
vání, jelikož, jak už název vypovídá, snaží se povrch vyhladit a je více realistické. Existují
ovšem i případy, kdy se nám hodí použít plochého stínování.
2.4.1 Normály
Než se začneme zabývat stínováním, je potřeba vysvětlit, jak se počítají normály, protože
pokud bychom neměli normály, nebylo by možné správně vystínovat objekt. Pokud jsme
model vytvořili v některém z programů, které jsou určeny pro modelaci (3d Studio Max,
Maya, Blender), je získání normál vcelku jednoduché, jelikož při exportu modelu bývá mož-
nost vyexportování i normál. Pak už stačí jen načíst jednotlivé normály ze souboru. Avšak
pokud si objekt vytváříme sami v programu nebo pokud nejdou normály vyexportovat, pak
si je musíme spočítat sami. Výpočet se provádí pomocí vektorového součinu [10]. Vektorový
součin vektoru w, u a v je možno zapsat bázovými vektory kartézské souřadné soustavy.
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2.4.2 Stínování
Ploché stínování polygonu či trojúhelníku zobrazí všechny body uvnitř polygonu jednou
barvou. Tento efekt je dán tím, že pro každý polygon je vypočítán pouze jeden normálový
vektor, který je následně použit pro celý jeho tvar. Výhodou tohoto stínování je samozřejmě
jeho rychlost výpočtu normál, ale výsledný obraz není pro většinu aplikací přípustný.
Jak již bylo zmíněno výše, druhou možností je hladké stínování. Oproti předchozímu
stylu se zde nepočítá pouze jeden normálový vektor v polygonu, ale počítá se ve všech jeho
vrcholech. Proto zobrazený tvar hladce mění svojí barvu napříč svým povrchem. Jedním
z typů může být Gouraudovo stínování, kde je výpočet normály vrcholu roven průměrné
hodnotě normál z okolních trojúhelníků. Nevýhodou tohoto typu je potřeba znát, které po-
lygony sdílejí daný vertex a je jasné, že výsledky získané tímto stínováním, budou vypadat
mnohem lépe než u stylu předchozího, to je však vykoupeno větším množstvím výpočtů. Je-
likož však nejsou nijak složité, není to cena, kterou bychom pro lepší výsledek ”nezaplatili“.
Formát ”ASE“ obsahuje jak průměrné normály jednotlivých trojúhelníků, tak i normály
všech jeho vrcholů. Ale protože lepších výsledků dosahuje tento styl, jsou z vyexportova-
ného modelu načteny pouze normály vrcholů a s těmi je dále počítáno.
Obrázek 2.3: Ukázka modelu a) bez stínování b) pomocí plochého stínování a c) Gourandova
stínování
Další možností je stínování Phongovo, které v aplikaci není implementováno, ale pro
srovnání s ostatními je zde uvedeno. Jedná se o nejrealističtější stínování z obou výše
uvedených. Rozdílem od Gouraudova je výpočet normál ve všech místech polygonu, tím
dochází k ještě hladšímu přechodu mezi barvami a tudíž získání lepších výsledku vykreslení.
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2.5 Osvětlení
V knihovně OpenGL je dopadající světlo reprezentováno jako směs tří složek. Každá složka
je vypočítána odděleně a poté jsou dohromady sečteny. První složkou je rozptýlené světlo
(ambient light) u nějž nelze určit směr šíření ani dopadu, toto osvětlení je rovnoměrně
odráženo do všech směrů. Určuje nejnižší možnou úroveň osvětlení všech objektů ve scéně.
Při použití pouze rozptýleného světla by každý objekt měl pouze jednu barvu a byla by
vidět jen jeho barevná silueta. Rozptýlené světlo slouží jako základ celého osvětlení a bývá
nastaveno na nízkou intenzitu, pouze pro osvětlení míst, na která by se bodová světla
nedostala. Druhá složka je difúzní světlo, jedná se o světlo, které dopadá z jednoho směru
a odráží se rovnoměrně do všech směrů. Vytváří dojem plastické hmoty. Intenzita osvětlení
závisí na úhlu mezi zdrojem světla a normálou místa povrchu (ne na směru pozorovatele).
Poslední složkou je odlesk (specular light), který reprezentuje světlo dopadající z jednoho
směru a následně je odraženo do jiného směru. Odlesk vytváří dojem skleněného či kovového
materiálu. V případě této složky je intenzita závislá na úhlu mezi pozicí pozorovatele a
směru odraženého paprsku ze světelného zdroje.
Navíc je v OpenGL umožněno vybrat si hned z několika světel. Základem jsou směrové
a poziční. Poziční světlo představuje určitý zdroj světla, který je někde poblíž (příkladem
může být žárovka v pokoji). Směrové je velmi podobné, jen s tím rozdílem, že je nekonečně
daleko a proto jeho paprsky míří určitým směrem a jsou rovnoběžné. Dalším možným
zdrojem může být světlo bodové, které je také podobné světlu pozičnímu, avšak nesvítí do
všech směrů, jelikož je omezeno. Omezení může být různé, ale nejčastěji se používá kuželové
(například lampička či baterka). Posledníma dvěma typy jsou světla zeslabující a rozptýlené.
U zeslabujícího světla, jak už z názvu vyplývá, dochází k úbytku intenzity v závislosti na
vzdálenosti od světla. Rozptýlené světlo se používá pro nastavení minimální osvětlenosti
objektů a jak je i napsáno výše, vytváří celou jednu složku při počítání osvětlení. Pro
vytvoření atmosféry je možné nastavit světlům barvu.
Vytvořit jednoduché osvětlení není náročné. Pokud již máme ve scéně nastaveny vertexy
i s odpovídajícími normálami, pak pomocí několika příkazů vytvoříme základní osvětlení.
Avšak nastavit světla tak, aby scéna vypadala alespoň trochu reálně, není vůbec jednoduchá
záležitost. Z toho důvodu existují v 3D grafice pracovní pozice, kde je hlavním úkolem
nastavit osvětlení celé scény, zajistit kvalitní výstup z renderu, a současně správné zobrazení
použitých materiálů. Podle OpenGL verze 3.0 se nedoporučuje užívat předdefinované funkce




Dnes již není problém zobrazit 3D model, který sestává z tisíce trojúhelníků. V počítačo-
vých hrách či v jiných odvětvích softwarového průmyslu je nutné, aby se objekty mohly
pohybovat v reálném čase. Problém nastává u animace složitějších objektů, kde se nepo-
hybují všechny jeho body jako celek, ale dochází k ohýbaní určité jeho části. Pak by pro
všechny body modelu musely být uloženy jejich aktuální souřadnice v daném čase, což je
velmi nepraktické. Pro tyto případy se používá skeletální animace, kde, jak už sám název
napovídá, je základem skelet neboli kostra, podle které dochází k animaci objektu a jednot-
livými vrcholy objektu je pohybováno podle kostí, které jsou v jejich blízkosti. Čím blíže
je bod k některé kosti, tím více na ní závisí jeho pohyb. Tento způsob je obdoba koster-
ního systému u živých tvorů na Zemi, proto předtím než budeme vytvářet animaci, ať už
člověka či jiného živočicha, je nezbytné prozkoumat jeho kosterní systém. V případě špatně
vytvořené kostry může docházet k nerealistickým pohybům a tím i ke zkáze celé animace.
Skeletální animace je dnes nedílnou součástí animace, pomocí ní jsou rozpohybovány různé
modely lidí, zvířat, či jiných tvorů, které grafik vytvoří. Tento systém se nevyužívá pouze
pro postavy, ale lze ho použít i pro vhodné objekty, které v reálném světě žádnou kostru
nemají, příkladem může být třeba obyčejný luk, kde při jeho napínání dochází k ohybu a
po vystřelení se luk znovu narovná. Pro ohyb lučiště nám stačí nahradit každou jeho stranu
dvěma či více kostmi a máme vytvořeno reálné ohýbání. Kosterní animaci však nemůžeme
využít ve všech případech, jako je různé vlnění či deformace. Z toho důvodu existují i jiné
způsoby, pomocí kterých jednoduše dosáhneme požadovaného výsledku. Ty však již nejsou
obsahem této práce.
3.1 Kostra
Jak již bylo zmíněno výše, základem skeletální animace je kostra. Kostra se skládá z kostí,
spojených mezi sebou klouby. Ty jsou obyčejně pouze rotující, ale mohou se i posouvat.
Posouvání kloubů se využívá hlavně pro natahování končetin či jiných údů u kreslených
nebo fantasy postav. Každý kloub může rotovat ve třech ortogonálních směrech, které
nazýváme stupně volnosti kloubu (DOF). U detailní kostry lidského těla je napočítáno
kolem 200 stupňů volnosti. Avšak ne všechny jsou využívány, protože každý kloub má i svá
omezení na rotaci. Například loket využívá pouze jeden stupeň volnosti. Avšak běžná kostra,
pro kterou se vytváří animace, nemá ani zdaleka tolik kostí jako má skutečná. Dochází k
určitému vyabstrahování některých kostí, které nejsou důležité, či spojení více kostí do
jedné.
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Struktura kostry musí odpovídat kosternímu systému modelovaného tvora, měla by být
co nejlépe umístěna uvnitř modelu a všechny kosti musí být správně natočené. Při podcenění
této fáze může dojít k nesprávným deformacím a různým jiným chybám při rozpohybování
modelu. Problémovým místem může být například paže a její natočení, kdy loket kostry
směřuje k zemi, ale mesh má loket nasměrován dozadu. Tento omyl se může stát, jelikož
kosti jsou reprezentovány jen kvádry a pokud má kostra upažené ruce není na první pohled
patrné, kam míří loket. Po umístění kostry se dostáváme k navázání bodů k příslušným
kostem a tomuto tématu se věnuje následující podkapitola.
3.2 Skinning
Českým překladem slova skinning by mohlo být navléknutí kůže, avšak v české 3D grafice
se žádný překlad nepoužívá, tak zůstaneme i zde u anglického slovíčka skinning. Jak bylo
uvedeno výše, velmi důležité je správně umístěné kostí uvnitř modelu, což umožní přichytit
model na kostru. Nejprve vybereme kosti, pro které se má přichycení aplikovat (důvodem
tohoto kroku je použití více kosterních systému ve scéně). Následující krok je pravděpodobně
nejdůležitější, zde dochází ke spočítání vah všem bodům. Váhy udávají, jak moc jsou body
ovlivňovány jednotlivými kostmi a jejich součet by měl být roven jedné. Pokud bychom
měli jednoduchý objekt, složený jen z několika bodů, mohli bychom každému bodu nastavit
jednotlivé váhy ručně. Ale co pokud potřebujeme nastavit váhy pro model, který má tisíce
bodů? Z toho vyplynula potřeba vymyslet algoritmus, který by toto provedl za nás.
Dnes nejrozšířenějším algoritmem je metoda obálek. Každá kost má svojí působnost
na body kolem sebe a těmto okolím říkáme obálky, viz obrázek 3.1. První obálka kosti je
vnitřní, a všem bodům uvnitř ní nastaví vysokou váhu na sebe. Druhé obálce se říká vnější,
je vetší a tudíž působí i na vertexy, které jsou více vzdáleny. Ale čím jsou vzdálenější tím
nižší vliv na ně má, a pokud jsou vzdáleny až za rozsah obálky, nejsou už na tuto kost
vázány vůbec. U každé kosti je umožněno nastavovat rozměr rozsahu vnější i vnitřní obálky
jak na začátku kosti, tak u konce. Toto řešení výborně funguje pro vertexy, které nejsou
na hraně mezi kostmi. Ale právě pro body, které jsou v blízkosti více kostí, se může stát,
že nalezené řešení není zcela ideální. Nastavené váhy tímto způsobem jsou tudíž většinou
dobré pro začátek, ale pokud chceme docílit dokonalé deformace je nutné váhy některých
bodů nastavit ručně, ale i to občas nestačí. Proto jsou v dnešních 3D modelačních nástrojích
doplňující funkce, pomocí kterých jsou vytvářeny sekundární deformace. Příkladem může
být napínání svalů, kdy při napnuté paži jsou svaly natažené a při ohybu paže dochází k
jejich smrštění a tím se zvětší oblast bicepsu. Pro tuto metodu je výhodné když je vytvořený
model postavy rozpažen a také co nejvíce roznožen, aby nedocházelo k nechtěným překrytím
obálek.
Alternativní možností může být malování vah, tento způsob je podobný ručnímu nasta-
vování jen je rychlejší, jelikož nemusíme vybírat jednotlivé vertexy a psát ručně váhy, ale
vybereme si některou kost a kreslíme po modelu barvou, čím tmavší barva je v okolí vertexu
tím větší na něj má vliv (barevné značení se může v různých aplikacích lišit například ve
3d studiu Max je použita červená barva jako nejvíce vlivná a naopak nejméně je modrá).
3.3 Metody tvorby animace
Po vytvoření kostry a přichycení meshe na ni, můžeme začít animovat. Samotná animace sice
může vypadat jednoduše, ale opak je pravdou. Samozřejmě jde o délku a hlavně děj animace.
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Obrázek 3.1: Ukázka vlivu kosti na vrcholy meshe, pomocí algoritmu obálek
I vytvoření cyklu chůze, aby vypadalo zcela realisticky, je velmi složité, je nutné si všímat,
jak se které kosti zapojují do pohybu celého těla a neméně důležitá je potřeba hlídat si váhu
těla. 3D grafiků, kteří umí vytvořit na první pohled dokonalé modely je celkem dost, ale
kvalitních animátorů je v České republice jen velmi málo, a to z toho důvodu, že v animaci
jde o všímání si maličkostí, o časování a anticipaci (předvídání) dalších pohybů a zčásti
je nutné mít i talent. Další možností pro vytvoření animací postav je stále více využívané
motion-capture (mocap). To je proces kdy je nahráván reálný pohyb a ten je poté přenesen
na digitální model. Animace vytvořená tímto způsobem je určitě výhodná, avšak stále je
nezbytné ”ruční“ vytváření, ať už jen pro doladění animací získaných z motion-capture, ale
také pro animace jednoduché nebo natolik krátké, že by se nevyplatilo využít tento systém
(časově či cenově). Ruční klíčování je někdy také jedinou možností při vytváření animací
pohybu postav, například takových, které v reálném světě vůbec neexistují (draci či jiné
příšery).
Pro tvorbu animací jsou nejvhodnější programy stejné jako pro modelování 3D objektů
(3d Studio Max, Maya, Blender). Všechny tyto programy v sobě již obsahují vhodné nástroje
na animování. Nejvíce se však používá Maya, jelikož je na animaci zaměřená. V animování
je důležitý element čas. Postava se musí pohybovat pořád se stejnou dynamikou, pokud by
každý krok prováděla se zcela jinou dynamikou a rychlostí, nevypadal by pohyb přirozeně.
Jako nejlepší způsob při tvoření animace se uvádí ten, kde nejdříve v zajímavých okamžicích
celého děje vytvoříme pózy a následně zkontrolujeme dynamiku a návaznost mezi nimi.
Pokud nám připadá v pořádku, doplníme zbytek animace mezi pózami.
Pro postavení kostry do některé z póz, musíme mít možnost pohybovat či rotovat s
kostmi. Nejjednodušší možností je přímá kinematika (forward kinematic). Každá kost je
definována v prostoru pouze tím, kde končí její předek a jak je natočená v jednotlivých
osách, a přímá kinematika mění pouze jaké je její natočení. Například jí využijeme pro
kost, která představuje lebku a kde nepotřebujeme nic jiného než ji různě natáčet. O trochu
složitější je inverzní kinematika (inverse kinematic), ve které je navíc určitý bod v pro-
storu (dále cíl), pro který se snažíme zjistit natočení kosti, tak aby poslední kost končila
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na souřadnicích cíle. Fakt že inverzní kinematika se nepočítá pouze pro jednu kost, ale
pro libovolný počet vytváří velký rozdíl od přímé. Jedná se o rychlou a robustní metodu
a právě díky rychlosti muže být využita i v real-time hrách například pro reagování na
nepředvídatelné prostředí či uživatelský vstup.
3.3.1 Cyclic coordinate descent
Inverzní kinematika může být počítána různými metodami, zde si uvedeme pouze metodu
”Cyclic coordinate descent“[2], pomocí které je v projektu inverzní kinematika počítána.
Jedná se o jednoduchý a rychlý algoritmus, který je i překvapivě robustní. Každá iterace
začíná u kosti, která je nejhlouběji v řetězci kostí. Tato kost je natočena tak aby směřovala
přímo na cílový bod (dále už jen cíl). Poté je otcovská kost natočena o rozdíl uhlů mezi
imaginárními čarami, první od počátku otcovské kosti do konce kosti, kterou jsme natočili
v minulém kroku a mezi čárou vychází také z bodu počátku otce, ale končící v cíli. Tento
postup je dále opakován pro každou kost v řetězci. Po několika iteracích přes řetězec má
každá kost nastavený úhel tak, že konec poslední kosti je dostatečně blízko cíle. Pro animaci
je důležité, které kosti budou v řetězci, pro něž se má kinematika počítat. Pokud by se
jednalo o pohyb celé ruky při chůzi, tak je lepší počítat kinematiku pouze pro kosti od
ramene k zápěstí. Kdyby výpočet zahrnoval i kosti až do konce některého z prstů, mohlo
by dojít k ne zcela realistickému natočení kosti. Je to způsobeno tím, že nejspodnější kost
je nejvíce dynamická. Proto je důležité posoudit, o jaký pohyb se bude jednat, a podle toho
nastavit, pro které kosti se kinematika bude počítat.
Obrázek 3.2: Ukázka jedné iterace algoritmu cyclic coordinate descent
Počet iterací nutných k dosažení cíle (nebo alespoň přijatelného) záleží na počátečním
stavu kostí před začátkem řešení kinematiky. Jednou z možností je pamatování si určitého
výchozího stavu, do kterého kosti vždy před výpočtem nastavíme. Jinou možností je, že
výpočet bude vycházet ze stavu kostí, ve kterých zrovna jsou. V určitých případech je
toto řešení výhodnější, například pokud se cílový bod posunul pouze o krátkou vzdálenost,
dosáhne toto řešení výsledku rychleji. Avšak nejde o tak výrazný rozdíl oproti počítání
kinematiky z výchozího stavu. V prvních pár iteracích dochází k největšímu přiblížení se k
cíli a postupně se přibližování zmenšuje.
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Pro vytvoření realistického pohybu kloubu je důležité omezení rotací. Lidské klouby
také nedokáží rotovat zcela libovolně, například lidský loket je omezen pouze na rotace v
jedné ose a pouze v omezeném rozmezí od 15 do 180 stupňů. Proto, pokud chceme vytvářet




Nyní se dostáváme k samotné implementaci jednotlivých částí modelu. Stejně jako v re-
álném lidském těle je i zde základem modelu jeho kostra. Proto si jako první vysvětlíme
princip jejího vytvoření a následné používání. Další podkapitola detailněji popisuje imple-
mentaci povrchu modelu, který bude na kostru navlečen. V poslední podkapitole je ukázán
a vysvětlen formát ”ase“.
4.1 Implementace kostry
Kostra je celek, který je sestaven z menších částí, nazývajících se kosti. V přírodě je lidské
kostra složena z 208-214 kostí[12], avšak pro náš model by bylo zbytečně složité mít jich
tolik. Pomocí spojení více kostí v jedinou jsme jejich celkový počet zredukovali na pouhých
19, které nám stačí pro vytvoření animace chůze. K nejvýraznějším redukcím dochází v
místě s velkým počtem malých kůstek, které můžeme všechny nahradit za jedinou. Příkla-
dem může být zápěstí či kotník, který je ve skutečnosti tvořen desítkami kůstek. Neméně
důležitá redukce vznikla v oblasti páteře, kde bylo všech 33-34 obratlů, které lidská kostra
má, nahrazeno jen třemi. Problém vznikl u kosti pánevní, ze které vychází dvě stehenní kosti
a každá z nich na opačné straně, tudíž muselo dojít k nahrazení dvěma kostmi, které mají
počátek v pivotu a směřují na opačné strany. V případě nutnosti vytváření složitější ani-
mace, kde by bylo potřeba natáčet zápěstí či hýbat jednotlivými prsty, bychom potřebovali
vytvořit komplexnější kosterní systém.
Kostra modelu je tedy složena ze sedmi párových kostí, kterými jsou kost pánevní, ste-
henní, lýtková, klíční, pažní, předloketní a chodidlo. Dále obsahuje čtyři nepárové, kde páteř
je nahrazena třemi kostmi a krční kost je spojena s lebkou do jedné. Poslední devatenáctou
kostí je pivot. Ten tvoří základ kostry a je nejvyšším předkem všech kostí. Všech těchto 19




Každá kost je jednoznačně určena jejím natočením, počáteční pozicí a délkou. Proto při za-
volání konstruktoru, jsou očekávány čtyři parametry. První tři udávají její rotaci v jednot-
livých osách, čtvrtý nastavuje délku. Chybějící počáteční pozice je doplněna od nejbližšího
předka (rodiče), jelikož v místě konce rodiče, má počátek synovská kost. Nastavení počá-
teční rotace a místa kde kost končí je uloženo v proměnné ”rotaceInit“ respektive ”vInit“, ke
které se aplikace vrací při počítání inverzní kinematiky. Pro zjednodušení uložení rotací ve
třech osách je využito struktury ”bod“, která se skládá právě ze tří složek typu float. Jak již
15
Obrázek 4.1: Ukázka kostry používané v implementaci aplikace, viz podkapitola 4.1
vyplývá z textu výše, je v každé kosti uložen odkaz na svého nejbližšího předka. Dále je zde
uložen odkaz na následující kost a v případě, že má více potomků, jsou tu uloženy všechny
odkazy. Jejich počet je uložen v proměnné ”počet kosti“. Stejně důležitým atributem je
transformační matice, která udává natočení, zvětšení a posunutí každé kosti v prostoru. K
této matici je potřeba si uschovat i inverzní matici, kterou využijeme při skinningu. Ten
je implementován pomocí metody obálek, tudíž je nutné pamatovat si i jejich velikost, a
to jak na začátku kosti, tak na konci. Pro tyto účely slouží proměnné ”radiusRodicMIN,
radiusSynMIN,. . .“. Nyní se dostáváme k jednotlivým metodám našeho objektu.
Obrázek 4.2: Ukázka struktury ”kost“
První metodou je konstruktor, zde dochází k inicializování proměnných a uložení počá-
tečních rotací. Po konstruktoru následuje metoda ”vynuluj“, ve které dojde k nastavení
rotace a bodu, kde kost končí, na uložené počáteční hodnoty. Další metodou je ”pridej-
Kost“ zajišťující, aby došlo k navázání kosti předané parametrem do řetězce za zvolenou
kost. Metoda ”update“ je klíčová metoda, která vypočítá hodnoty transformační matice a
pomocí ní i výsledný bod, kde kost končí. Před novým výpočtem je nutno nastavit vynulo-
vání matice na identitu (tj. ve všech jejích hodnotách jsou nuly, jen na hlavní diagonále jsou
jedničky). Následně se na matici použije posun, který začátek kosti přenese na konec nej-
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bližšího předka, a aplikujeme rotace, pro natočení do daného směru. Souřadnice koncového
bodu získáme vynásobením matice a vektoru, od počátku do konce. V případě nulových
rotací s počátkem v nule. Poslední metodou je ”vykresliKost“, ve které dochází k nastavení
os podle rotace kosti a jejímu následnému vykreslení. Kost obsahuje i značku, zda mají být




Konstruktor kostry začíná vytvořením první kosti nazývané pivot, která tvoří základ celé
hierarchie. Jelikož jsou však kosti vytvářeny pouze udáním jejich délky a natočením, je
potřebné ručně přidat souřadnice bodu, ve kterém bude pivot končit a jeho potomci začínat.
Po pivotu jsou konstruovány i všechny zbylé kosti. Ty však musíme zapojit za sebe právě tak,
aby vytvářeliy korektní kosterní strukturu. Pro zapojení kostí je implementována metoda
”pridejKost“, ta je již popsána výše.
Ostatní metody kostry jsou implementovány pouze jako zavolání odpovídající metody
pro všechny kosti kostry, kromě pivotu. Například metoda souřadnice zavolá funkci, která
přepočítá souřadnice celé kostry. Jedinou výjimkou je metoda ”nastavAktualní“, která
slouží k nastavení atributu kosti zajišťujícímu, zda mají být vykresleny i obálky, určující
vliv kosti na povrch modelu.
4.2 Implementace povrchu modelu
Povrch modelu neboli mesh označuje síť bodů, mezi kterými jsou vytvořeny trojúhelníky.
Pro získání takovéhoto modelu si jej musíme nejdříve vymodelovat v některém 3D grafic-
kém softwaru nebo jej stáhnout z internetu. V našem případě byl model vytvořen pomocí
softwaru 3d Studio Max (studentská verze omezená na 30 dní) a následně vyexportován do
formátu ”ase“. Tento formát bude popsán níže. Vytváření bylo provedenou metodou pláto-
vání popsanou v [4], kde na počátku celého modelu je pouze jeden plát či rovina (anglicky
”plane“), který byl pomocí modifikátoru ”editable poly“ upraven do výsledné podoby. Dále




Tento objekt představuje právě jeden bod povrchu modelu. Jeho hlavním atributem je
tedy pozice, na které se nachází při nahrání do aplikace. Výsledná pozice je dopočítána
pomocí transformačních matic kostí a jejich vah, které bod při pohybu ovlivňují. Posledním
atributem je vektor normály. Jelikož je většina bodů ovlivněna pouze pár kostmi (u modelů
v aplikaci je bod ovlivněn maximálně čtyřmi), není třeba ukládat u každého z vertexů váhy
ke všem kostem, ale stačí pouze dvě pole malé velikosti (v našem případě čtyři) pro uložení
vah a indexů kostí, ke kterým se tyto váhy vztahují. V poli vah jsou uloženy hodnoty typu
”float“ v rozsahu nula až jedna, značící koeficient vlivu. Oproti tomu v poli čísel kostí jsou
ukládány hodnoty typu ”int“, určující o jakou kost se jedná. Například pokud je váha ”1“
a číslo kosti je ”3“, je bod plně vázán na lýtkovou kost pravé nohy.
Nyní přicházíme k popisu jednotlivých metod. Základní z nich je konstruktor, ten při
jeho zavolání očekává čtyři parametry. První je typu ukazatele na strukturu ”kostra“ a další
tři udávají jeho pozici která je uložena ve vyexportovaném souboru modelu. Všechny tyto
čtyři parametry jsou uloženy do odpovídajících proměnných. Dále v konstruktoru dochází
k inicializaci pole vah na samé nuly a pole čísel kostí na hodnotu ”-1“. Druhou metodou je
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Obrázek 4.3: Vytvořené modely, v počáteční bind póze, viz podkapitola 4.2
Obrázek 4.4: Ukázka struktury ”vertex“,viz podkapitola 4.2.1
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metoda ”pridejVahu“, kde, jak už je z názvu patrné, přidává bodu další hodnoty do polí
vah a čísel kostí. Metoda vyhledá první volné místo v poli a zapíše do něj váhu a index
kosti. V případě, že by některý bod potřeboval uložit více jak čtyři kostí s jejich vahami, je




Podobně jako struktura ”kostra“, tento objekt zahrnuje všechny vertexy, vytvářející model
postavy, do jednoho celku. Proto je složen z určitého počtu bodů, které získáme při nahrá-
vání modelu ze souboru a vazeb mezi nimi. Každá vazba je tvořena třemi hodnotami typu
”int“, udávající mezi kterými třemi vrcholy má dojít k vytvoření trojúhelníku. Počet všech
bodů i vazeb je uložen v proměnných ”pocet“ a ”pocetVazeb“.
Konstruktor je velmi jednoduchý, dochází v něm pouze k inicializaci počtu vertexů a
vazeb. Jednou z nejdůležitějších metod je ”vykresli()“, která očekává parametry udávající
adresu pole vah a adresu pole indexů kostí k nim spjatých, v shaderu. V samotné metodě
dochází k uložení vah, indexů kostí, normál a pozic vertexu do odpovídajících proměnných
shaderu. Vždy po trojicích, ze kterých vznikne trojúhelník. Velmi podobnou metodou je
”vykresliWire“, zde však dochází k vykreslení pouze čar mezi vrcholy, což má za výsledek
síťovaný model. Poslední metodou je metoda ”vynuluj“, ta smaže všechny vertexy i vazby
a oba jejich počítadla nastaví na nulu.
4.3 Implementace metody obálek
Jak již výše bylo psáno výše, je skinning neboli přichycení povrchu modelu ke kostře imple-
mentováno pomocí metody obálek[5]. Zde každá kost má dvě obálky, První, vnitřní, udává
hlavní vliv a vnější podle vzdálenosti od kosti nastavuje váhu. Pokud je vzdálenost bodu
od kosti větší než vnější obálka, pak na bod nemá daná kost žádný vliv. Pro lepší nastavení
vah bodům meshe je v aplikaci umožněno nastavit poloměr obálky na začátku i na konci
kosti.
O výpočet a nastaveni vah se stará funkce ”nastavVahy“, která postupně prochází všemi
body povrchu modelu a pokud je bod uvnitř obálky některé kosti, je tato kost přidána
společně s její vahou do polí vah bodu. Zjištění, zda je bod uvnitř obálky, je implementováno
tak, že v první fázi vypočítáme souřadnice jeho obrazu, který leží na přímce mezi začátkem
a koncem kosti. Toho dosáhneme pomocí parametrické rovnice dané přímky. Poté určíme,
zda tento bod leží uvnitř kosti či nikoli. Což nastane, pokud každá z jeho tří souřadnic leží
mezi minimem a maximem odpovídající souřadnice koncových bodu kosti. V případě kdy
neleží uvnitř musíme zjistit, ke kterému bodu má blíže, zda k začátku či konci. Následné
určení, ke kterému konci má blíže, je nutné z důvodu různých velikostí obálek na obou
stranách. Pak stačí spočítat vzdálenost k bodu a určit, zda spadá do jedné z obálek. V
případě, že obraz bodu leží uvnitř kosti, je třeba spočítat jeho vzdálenost k reálnému bodu
a poměr vzdálenosti od konce kosti k celé délce kosti. Pomocí získaného poměru program
dopočítá velikost obálky v daném místě tak, že k velikosti obálky na konci přičteme výsledek
rozdílu, poloměru začátku bez poloměru konce, vynásobený poměrem a znovu nastavíme
váhu podle obálky, do které daný bod spadá. Jestliže je vzdálenost menší než vnitřní obálka,
je pro kost nastavena váha ”1“, pokud je ale vzdálenost větší než vnitřní obálka a zároveň
menší než vnější obálka, je dopočítána váha podle vzdálenosti. Tzn. je-li bod v blízkosti
vnitřní obálky, pak přiřazená váha je stále vysoká, ale čím je dále, tím se váha zmenšuje.
A pokud je vzdálenost větší i než vnější obálka, pak již na bod kost nemá vliv.
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Obrázek 4.5: Ukázka kostry včetně obálek všech kostí, viz podkapitola 4.3
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Nyní máme nastaveny váhy kostí na jednotlivé body, ale z důvodů jednoduššího výpočtu
nové pozice bodu je nutné upravit váhy tak, aby jejich součet byl roven nule. Proto je v
aplikaci implementována funkce ”zkontrolujVáhy“, která pro každý bod sečte všechny jeho




Formát .ase neboli Ascii Scene Export. Jeho základem je ascii textový formát spojený
se softwarem 3d Studio Max. Jeho import i export je částečně limitován pouze na tento
program a pro práci s ním i v jiných programech je nutností mít odpovídající skript či plu-
gin. Formát je založen na identifikátorech jako například ”*NAZEV IDENTIFIKATORU“,
který může být následován hodnotami nebo složenými závorkami obsahující další identifi-
kátory. Uvnitř uloženého souboru je popsána celá scéna, včetně světel, kamery, materiálu,
animace a dokonce i inverzní kinematiky, ale pro naší aplikaci si vystačíme se základem
tvořeným definicí meshe (tj. vypsání jednotlivých vertexu včetně jejich souřadnic, normál
a vazeb mezi nimi pro vykreslení trojúhelníků).
Po vyexportování modelu do formátu ”ase“ je nutno vytvořit ”parser“, který vybere
pouze informace důležité k načtení modelu do programu. Vhodným nástrojem může být
funkce ”strtok“ z knihovny ”string.h“, která načtený text prochází po jednotlivých slovech
nebo jiných částech (token) a navíc po každé nalezené části, si znovu můžeme zvolit od-
dělovače. Tímto způsobem se nejdříve vyhledá identifikátor uvozující výpis vrcholů modelu
a následně uloží jednotlivé vrcholy včetně jejich pořadového čísla a souřadnic v prostoru.
Jsou-li všechny body načteny, je vyhledán další identifikátor, který předchází výpisu vazeb
mezi vertexy. Ten je ve tvaru pořadového čísla trojúhelníku, tří indexů vrcholů, které ho
tvoří a dalších několika hodnot, které pro naší aplikaci nejsou důležité. Poslední potřeb-
nou částí jsou vyexportované normály vertexů, nezbytné při vykreslení. Formát obsahuje
jak normály jednotlivých vrcholů tak i normálu pro každý trojúhelník. Ve výpisu vektorů
normál bodů je vždy nejdříve napsán jeho index.




Vytvoření reálného pohybu patří k základům, které by každý animátor měl zvládnout,
předtím než začne vytvářet složitější animace. Avšak ani tento základ není jednoduchou
záležitostí. Chůze, běh, skákání, plavání a jiné formy lidského a zvířecího pohybu jsou
rytmické cyklické akce, které lze popsat pomocí několika smyček. Chůze je složitý vzorec
opakujících se pohybů a skládá se z nejrůznějších zajímavých ”proti poloh“. Houpaní těla
nahoru a dolů, kyvadlový pohyb paží, vratný pohyb pánve a složité oblouky popisující
zvedání a pokládání nohou.
Chůze nebo běh je nepřetržitý proces pádu z rovnováhy, a následné umístění jedné
nohy vpřed, pro předejití pádu. Čím rychleji se postava pohybuje, tím se přesouvá těžiště
dále mimo tělo, ve směru kam charakter směřuje. Při chůzi dochází k celé řadě pohybů ve
stejném čase a i na první pohled nedůležitý pohyb některé z kostí, může být důsledkem
zničení celé realističnosti animace. Samotný cyklus chůze může být popsán čtyřmi fázemi.
Tyto čtyři pózy[3] a několik mezi-poloh tvoří celý cyklus chůze. Jedním z nejdůležitějších
snímků je první póza, zvaná kontaktní. Při jejím vytváření si musíme dát velmi záležet, je-
likož z této pózy budou vycházet i všechny další. Nohy jsou v poloze, kde se pata přední
nohy právě dotkla země, avšak špička je stále ve vzduchu. Druhé chodidlo je celé položené
na zemi a je připraveno na zvednutí se přes špičku. Zajímavostí této fáze může být napří-
klad vzdálenost mezi chodidly, která je nejdelší v celém cyklu chůze, z toho také vyplývá,
že právě zde je určena i délka kroku. Dále pokud je pravá noha vepředu, je pravá paže
vzadu a naopak, tomuto jevu se říká ”proti poloha“. Ta je využívána v přírodě pro udržení
Obrázek 5.1: Demonstrace cyklu chůze, zdroj[3]
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těla v rovnováze při pohybu. Jedna strana oponuje druhé. V dobré animaci je oponování
používáno stále. Někteří animátoři jsou přesvědčeni, že poloha ucouvnutí či vysokého těla
jsou důležitější, jelikož hlava se dostává do své nejvyšší polohy, respektive do nejnižší. To
je špatně, kontaktní póza je základním stavebním kamenem cyklu chůze.
Druhou polohou, do které se postavu snažíme dostat, se nazývá fáze ucouvnutí. To je
póza, ve které charakter dopadá na zem. Jedná se také o nejnižší bod v cyklu. Ramena
postavy jsou nejdále od těla v důsledku dopadnutí na přední nohu. Ta je plně v kontaktu
se zemí a zadní noha se naproti tomu dostává do pozice těsně před odražením od špičky.
V této fázi je přední noha přímo pod tělem, kde nese všechnu hmotnost, která je nad ní.
U velkého množství začátečníků dochází v této póze k chybě, když přední noha není přímo
pod tělem, ale několik centimetrů před ním.
Třetí fází je fáze míjení. Jak už z názvu vyplývá, v této figuře dochází k míjení nejen
noh a rukou, ale i všech ostatních kostí, které se v průběhu cyklu natáčejí. Zadní noha se
již odrazila ze špičky a pokračuje směrem dopředu, oproti tomu přední noha se posouvá
dozadu (při cyklu, který nestojí na místě, přední noha zůstává na svém místě), a figura
míjení nastává právě ve chvíli jejich srovnání. Dochází k pomalému zvedání celého těla, v
důsledku odražení se z přední nohy.
Poslední závěrečnou fází je figura nejvyšší bod. Tělo se zde dostává do nejvyššího bodu
v celém cyklu chůze. Jedná se o pozici, kdy je tělo již odraženo z nohy, na kterou dopadlo
při fázi ucouvnutí, a dochází k jeho maximálnímu protažení. Spolu s tím i noha, která se
nedotýká země, pokračuje v pohybu dopředu. Opačné chodidlo je stále položena na zemi,
kde se jeho pozice posouvá dozadu (v případě smyčky na místě). Při vytváření cyklu chůze,
je důležité mít na paměti všechny tyto čtyři fáze společně s uvědoměním si, ke kterým
pohybům v každé z nich dochází.
5.1 Implementace modelu chůze
Předtím než v programu můžeme vytvořit jakoukoliv animaci, musíme si nejdříve zavést
čas. Jelikož již aplikace využívá knihovnu GLUT, pak je využití časovače nejjednodušším
způsobem. Samotný časovač slouží pouze pro znovu zavolání některé funkce po uběhnutí
definovaného času, proto je třeba vytvořit proměnnou, která bude vždy po uběhnutí časo-
vače inkrementována o určitý časový interval. Takto vytvořená proměnná (musí se jednat
o globální či statickou, v opačném případě by nedocházelo ke změně času) nám bude ucho-
vávat aktuální čas. Další možností časování by mohlo být dotazování se jádra na skutečný
čas a řídit se jím, avšak využití časovače je jednodušší způsob.
Zavolání časovače se v OpenGL (za pomoci knihovny GLUT) provádí pomocí příkazu
”glutTimerFunc()“, který očekává tři parametry. Prvním je doba v milisekundách, po které
má být funkce zavolána, druhým parametrem je již zmiňovaná funkce a posledním je hod-
nota typu ”int“, která slouží jako parametr volané funkce. Doba, po kterou je funkce znovu
zavolána musí být nastavena rozumně s ohledem na přírůstek času uvnitř programu. Pokud
by doba byla velmi krátká, počítač by nestíhal dostatečně rychle scénu přepočítávat a tím
by animace byla zpomalena. Nastavení doby na více než 75 milisekund také není dobré,
pak je interval natolik široký, že by oko uživatele rozpoznalo sekavý pohyb obrazu namísto
hladkého, který očekává.
Pomocí časovače máme v aplikaci zaveden čas, který se po určité době zvětší o konstantu.
Avšak pro vytvoření animace chůze by bylo výhodné mít čas pouze v uzavřeném intervalu,
který se opakuje, stejně jako cyklus chůze. Proto je v aplikaci zvolen interval od 0 do 2PI, a
vždy, když čas tento interval překročí, je o hodnotu 2PI snížen. Hlavním důvodem vybrání
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tohoto intervalu, je výhoda pro goniometrické funkce. Ty mají periodu PI a 2PI, tzn. při
snížení hodnoty času o 2PI zůstává hodnota goniometrické funkce pro hodnotu času stále
stejná.
V další části textu si vysvětlíme samotnou implementaci ve vytvářené aplikaci. Již výše
bylo vysvětleno že animace můžeme dosáhnout dvěma kinematikami. Pro rozpohybování
většiny kostí kostry je využita přímá kinematika, kde nastavujeme kosti její aktuální rotace.
Pouze u rukou a nohou se pro jednodušší animaci využívá inverzní kinematiky. Jako první
začneme kostí, která vytváří počátek celé struktury, nazývané pivot či centrum hmoty (z
anglického ”center of mass“). Tento bod určuje pohyb celé horní části těla, při pohybu je
posunován do stran a do výšky, v závislosti na aktuálním čase. Podle fáze pohybu, ve které
se model vyskytuje, dochází ke zvyšování či snižování souřadnic pivotu. Výpočet souřadnic
je prováděn pomocí funkce sinus v závislosti na aktuálním čase uvnitř aplikace, ke které
je přidána hodnota uživatelem nastaveného parametru. Následně je rozpohybována kost
pánevní, ta je v programu reprezentována dvěma kostmi vedoucími z pivotu. Jejich pohyb
je symetrický po ose ”y“, která stoupá vzhůru.
Pro dosavadní animaci byla využita pouze přímá kinematika.Nyní se dostáváme k po-
hybu nohou, kde je využita i kinematika inverzní. Jelikož inverzní kinematika potřebuje cíl,
kterého se snaží dosáhnout, tak v programu zavádíme proměnnou, struktury ”bod“, která
udává cíl nohy a pro zpřehlednění je výpočet pozice tohoto bodu počítán uvnitř funkce
”zjistiCilNohy“. Funkce očekává vstupní parametry ukazatel na cíl kotníku, aktuální čas,
uživatelem nastavený parametr, který udává jak vysoko má noha stoupat a vrací hodnotu
typu ”float“ mající hodnotu natočení chodidla v ose ”z“. Stejně jako celý pohyb, je animace
nohy rozdělena na čtyři části, avšak krajní pózy mezi jednotlivými částmi nejsou zcela iden-
tické. V počáteční fázi, která zahrnuje časový interval od 0 do PI/4, je v průběhu zvedána
pata chodidla, zatímco špička zůstává přichycena na zemi a posouvá se dozadu. Cíl kotníku
je spočítán podle úhlu zvednuté paty, pomocí goniometrických funkcí. Následující interval
začínající po PI/4, probíhající až do PI/2, zahrnuje odražení špičky chodidla od země a
následné zvedání kotníku do nejvyšší pozice, do níž se v průběhu celého intervalu dostane.
Cíl kotníku se současně posunuje dopředu ve směru chůze a natočení chodidla se zvolna
začíná zmenšovat. Třetí fáze je velmi podobná předchozí, jen s tím rozdílem že kotník za-
číná klesat. Natočení chodidla se stále snižuje až do zadané hranice. Poslední fáze nastává
v čase PI, kdy dojde k došlápnutí kotníku na zem. Na začátku této fáze je špička pokládána
na zem a cíl kotníku je posouván vzad. Doba položení špičky je stejná jako doba zvedání
kotníku v první fázi chůze, jde o již zmíněnou ”proti polohu“. Pro výpočet souřadnic druhé
nohy, je použita stejná funkce pouze s tím rozdílem, že čas je zvětšen o PI.
V tomto okamžiku je hotov celý pohyb spodní části těla a dostáváme se k pohybu páteře
a rukou. Páteř je při chůzi nakláněna do stran, čímž i částečně vyrovnává pohyb pivotu.
Animace je počítána pomocí funkce sinus, která v daném intervalu vrací hodnoty 0 až 1,
kterými je násobena konstanta. Stejným způsobem je počítán i pohyb ramen (klíčních kostí).
Jako poslední zbývá rozpohybování rukou, což je implementováno znovu pomocí inverzní
kinematiky a stejně jako u nohou je i zde vytvořena zvláštní funkce ”zjistiCilRuky“, pro
zjištění pozice. Vstupní parametry jsou stejné jako u ”zjistiCilNohy“, pouze funkce nevrací
žádnou hodnotu. Funkce rozděluje pohyb na dvě části podle daného času. V první fázi se cíl
pohybuje konstantní rychlostí dopředu a postupně se zvyšuje v závislosti na goniometrické





Vizualizace je velmi důležitá součást celé aplikace, bez které by uživatel nemohl výsledný
obraz vidět. Úspěch programu je ovlivněn i tím zda se uživateli líbí, především v případě
počítačových her. Proto dochází ke snaze programátorů zrychlovat výpočty pro vykreslení
modelů, jelikož při vyšší rychlosti je možno přidat další modely či mít propracovanější stá-
vající. Velkým pokrokem bylo přenesení výpočtu na grafickou kartu, za využití shaderů,
které jsou psané v GLSL. OpenGL Shading Language, nebo zkráceně GLSL, je programo-
vací jazyk používaný, od verze OpenGL 2.0, k instruování grafické karty, jak má vykreslovat
objekty na obrazovku počítače. Programátorovi umožňuje mnohem větší kontrolu nad způ-
sobem zobrazování trojrozměrných objektů, než dřívější verze OpenGL.
Existuje několik typů GLSL programů, ovlivňujících různé části zobrazování. Pro nás
nejdůležitější je vertex shader, který slouží k transformaci vrcholů z 3D prostoru do od-
povídajících 2D souřadnic na obrazovce. V počítačové grafice je objekt obvykle složen ze
sítě trojúhelníků či polygonů. Program vertex shader je spuštěn pro každý vrchol tohoto
objektu. Na vstupu pro každý vrchol tzv. ”attribute“ proměnné, a dále ”uniform“ pro-
měnné které jsou platné pro celou množinu vrcholů. Například v programu jsou váhy a
indexy kostí, které jsou pro každý bod jiné, uloženy v ”attribute“ proměnných, na rozdíl
od transformačních matic všech kostí, jenž jsou uloženy v ”uniform“ proměnných. Uvnitř
vertex shaderu lze definovat i ”varying“ proměnné, které jsou přenášeny k dalšímu zpraco-
vání v takzvaném fragment shaderu. Fragment shader běží každý pixel na obrazovce, kde
se objevuje model a je zodpovědný za stanovení výsledné barvy, tohoto pixelu.
V aplikaci nebylo třeba počítat normály všech vrcholů, protože modely byly vyexporto-
vány do formátu ”ase“, jenž umožňuje jejich uložení. Veškeré transformace modelu včetně
výpočtu osvětlení jsou provedeny uvnitř shaderu, kterému se věnuje následující podkapitola.
Aplikace je obohacena o pozadí ve formátu ”bmp“, načteného pomocí upravené knihovny
z [1].
6.1 Implementace shaderů
Jako první si zde uvedeme způsob implementace vertex shaderu, který na vstup dostává
dvě ”attribute“ proměnné. První proměnná se jmenuje ”vahy“, mající typ čtyřprvkového
pole hodnot ”float“, v níž jsou uloženy váhy ke kostem, které je ovlivňují. Pro druhou
proměnnou by stačilo čtyř prvkové pole hodnot typu ”int“, ale jelikož verze jazyku GLSL
v počítači, na kterém byla aplikace vytvářena, nebyla dostačující, aby znala výraz ”ivec4“
tak je i zde použito pole hodnot typu ”float“. Toto pole obsahuje indexy kostí, které bod
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ovlivňují vahou udanou na stejném indexu v proměnné ”vahy“. Dále na vstup dostává
pole devatenácti matic (pro každou kost jedna). Každá z matic obsahuje inverzní matici,
která byla získána v počáteční pozici kostry, vynásobenou aktuální transformační maticí
odpovídající kosti.
Výpočet výstupní pozice vrcholu je proveden vynásobením odpovídající maticí kosti.
Tímto jsou získány pozice bodu, ve kterých by se ocitl v případě stoprocentní váhy k dané
kosti. Jelikož součet vah je roven jedné, tak stačí vytvořit bod v počátku a přičíst k němu
souřadnice pozic vynásobené odpovídajícím koeficientem váhy. Tento bod už pouze vy-
násobíme pohledovou a projekční maticí. Podobným postupem jsou přepočítány i normály
každého vrcholu, avšak nejsou násobeny celou maticí kosti, ale pouze vrchní maticí 3x3 (tzn.
maticí bez translace). Výsledný součet je normalizován a vynásoben normálovou maticí.
Druhou částí je fragment shader, které jsou předány výstupní souřadnice vrcholu, a jeho
normála. Uvnitř fragment shaderu je vytvořeno jedno bodové světlo, které osvětluje celou
scénu. Výpočet osvětlení je převzatý ze stránek tutoriálů k OpenGL[6], který je proveden
způsoben popsaným v kapitole věnující se OpenGL a osvětlení. Zde dochází ke spočítání
jednotlivých složek světla a jejich následnému složení.
6.2 Ovládání aplikace
Program je vytvořen jako konzolová aplikace, avšak díky využití knihovny ”GLUT“ je
vytvořeno okno, kam je výstup vykreslován. Pro spuštění aplikace musí být přítomny, vedle
spouštěcího souboru, knihovny (glut32.dll a glew32.dll), vyexportované modely postav ve
formátu ”ase“ a jako poslední složka s názvem OpenGL obsahující zdrojové kódy vertex a
fragment shaderu. Aplikace je ovládána klávesovými vstupy, které program zachycuje.
Obrázek 6.1: Ukázka grafického zpracování ovládání aplikace
Základní ovládání obsahuje otáčení modelem do stran, pomocí šipek doprava a doleva.
Dále program umožňuje změnit pohlaví modelu stiskem klávesy ”P“, či změnit styl vy-
kreslení klávesou ”K“. Styl vykreslení ovlivňuje jak má být model vykreslen, zda-li má být
vykreslen jako vystínovaný, síťovaný nebo zdali nemá být vykreslen vůbec. V případě, že
není vybrán vystínovaný model, je vykreslena i kostra. Uživatel může pomocí kláves ”M“
a ”N“ nastavit kost, u které má být vykreslena obálka. Všechno toto tvoří základ ovládání,
nadstavbou nad ním aplikace umožňuje uživateli nastavit různé parametry modelu chůze,
jako jsou rychlost chůze, zvedání nohou, délka dráhy ruky či další. Jednotlivé parametry
jsou popsány v okně aplikace a je možno je zvyšovat čí snižovat stiskem odpovídajících
písmen. Aplikaci je možno ukončit klávesou ”Escape“.
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6.3 Výsledný vzhled aplikace




V průběhu vytváření aplikace, jsem se seznámil s principy skeletální animace a stavbou
lidské kostry společně s její funkcí při chůzi. Navrhl jsem model kostry, jenž je připraven
pro jeho následné animování. K tomu je u většiny kostí použita přímá kinematika, pouze u
kostí končetin je pohybu dosaženo pomocí kinematiky inverzní. Inverzní kinematika je im-
plementována nejen pro ulehčení tvorby animace, ale také z důvodu realističtějšího vzhledu
výsledného pohybu.
Dalším bodem práce byla vizualizace, v níž je zahrnuto vykreslení kostry a modelu,
jenž je k ní přichycen. Přichycení modelu je v aplikaci implementováno pomocí metody
obálek, které udávají sílu vlivu kosti na vrcholy v její blízkosti. Jelikož modely postav jsou
složeny z vrcholů o počtu v řádech tisíců, jsou pro zvýšení rychlosti vykreslování jejich
aktuální pozice počítány na grafické kartě. Přenosu výpočtu z procesoru na grafickou kartu
je dosaženo pomocí shaderu, jehož implementace je psána v jazyce GLSL.
Určitým přínosem této práce je zajisté vytvoření funkcí, tvořící procedurální animaci
chůze, avšak za hlavní přínos této práce považuji získané zkušenosti v oblasti 3D progra-
mování, především velké rozšíření znalostí OpenGL, s kterým jsem se předtím setkal pouze
v předmětu ”Základy počítačové grafiky“.
Vývoj této aplikace by mohl směřovat do nejrůznějších směrů. Avšak nejdříve by mělo
dojít k přepsání částí zdrojového textu, kde je využito funkci OpenGL, které již podle
verze 3.0 nejsou doporučované, jako například vykreslení grafických primitiv pomocí příkazů
”glBegin“ a ”glEnd“. Druhým vylepšením by mohlo být přidání možnosti ručního doladění
vah kostí pro vybrané vrcholy. Dalších možností vylepšení je pak celá řada. Od jednodušších,
jejichž příkladem je chůze po nerovném povrchu či překračování jednoduchých překážek, až
po velmi složité a komplexní, které by obsahovali více procedurálních animací (běh, skok,
různé animace jednotlivých končetin těla, atd.), mezi kterými by uživatel mohl jednoduše
přecházet. Výsledkem by mohl být pohyb postavy po nerovném terénu ovládaný šipkami,
s možností rozeběhnutí se či úplného zastavení.
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Na médiu je uložena spustitelná verze aplikace s potřebnými knihovnami, zdrojové kódy a
tato technická zpráva
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A.2 Plakát
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