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Re´sume´
Depuis les anne´es 80, le biologiste dispose d’une nouvelle manie`re de re´aliser des expe´riences :
la bioinformatique. De plus, la multiplication des sites Internet proposant des services bio-
informatiques a fait de cet espace virtuel un immense laboratoire.
Malheureusement, les collaborations entre ces diffe´rents sites se limitent a` un e´change
de donne´es. Tre`s peu de tentatives existent pour uniformiser l’utilisation et l’aspect de sites.
Les sites sont donc he´te´roge`nes. Or, le biologiste est amene´ a` faire collaborer ces sites. Il doit
donc ge´rer cette he´te´roge´ne´ite´, ce qui est un frein dans son utilisation de ce laboratoire. De
plus, l’utilisation de ces sites est tellement complexe que le biologiste e´prouve une certaine
appre´hension envers la bioinformatique.
Pourtant des solutions informatiques existent pour ge´rer l’he´te´roge´ne´ite´, tels les syste`mes
distribue´s. Quelques projets e´mergent d’ailleurs pour re´aliser des syste`mes distribue´s dans
le cadre de la bioinformatique tel BIGRE qui est re´alise´ en partenariat entre les FUNDP et
l’ULB.
Ce me´moire s’inscrit dans le cadre de ce projet et a pour but la mode´lisation des diffe´rents
e´le´ments constitutifs de la bioinformatique en vue de proposer au biologiste une interface
utilisateur homoge`ne.
Abstract
Since the eighties, the biologist has a new manner of carrying out experiments: bioin-
formatics. Moreover, Internet gave the biologist the opportunity of having a direct access
to this large laboratory distributed on various sites.
Unfortunately, collaborations between these various sites are restricted to data exchange.
Few attempts exist to standardize the data format, the appearance of the site, etc. The sites
are thus heterogeneous. However, the biologist must sometimes make the sites collaborate.
He must thus manage this heterogeneity, that curbs its use of bioinformatics.
However IT solutions to manage this heterogeneity exists like the distributed systems.
Some projects emerge in order to develop distributed systems in the bioinformatics frame-
work. One of them that is called BIGRE is carried out in partnership between the University
of Brussels and the University of Namur.
This master thesis is within the scope of this project and its aim is the modeling of
various components of bioinformatics in order to offer a homogeneous user interface to the
biologist.
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Introduction
La bioinformatique est une branche de la biologie mole´culaire qui utilise l’informatique
pour re´aliser des expe´riences : d’abord, au moyen de banques de donne´es stockant la majo-
rite´ des informations de´couvertes a` ce jour, ensuite, au moyen de programmes permettant la
recherche d’informations, la comparaison de se´quences ou encore la pre´diction de proprie´te´s
biologiques,...
La bioinformatique s’est appuye´e sur le de´veloppement d’Internet pour permettre a` tous
les biologistes d’acce´der aux diffe´rentes donne´es et aux diffe´rents programmes disponibles a`
travers le monde.
Ne´anmoins, Internet ne permet pas de re´aliser aise´ment certaines ope´rations pourtant
importantes comme la recherche d’un programme ou la re´alisation d’un enchaˆınement de
programmes (parfois sur des sites distants) car aucun outil spe´cifique n’aide le biologiste
dans ces taˆches.
Des solutions logicielles issues des technologies de l’information et de la communication
existent pour faciliter le de´ploiement et la collaboration des syste`mes d’information (par
exemple : OMG CORBA, Services WEB, etc.). Utiliser ces solutions dans le cadre de la
bioinformatique permettrait aux utilisateurs d’acce´der via une interface unique a` tous les
services qui permettrait d’offrir a` tous les biologistes des outils re´alisant la recherche et
l’enchaˆınement de ceux-ci.
De plus , les ressources de bioinformatique sont he´te´roge`nes. D’une part, on trouve des
ensembles de programmes amis bien inte´gre´s ou` l’utilisateur peut aise´ment faire interagir
ces programmes. D’autre part, on trouve des programmes solitaires, souvent re´alise´s pour
un groupe de laboratoires.
L’utilisateur peut acce´der a` ces diffe´rents programmes ou a` des services (sous-ensemble
de fonctionnalite´s d’un programme) au moyen de page web. Ne´anmoins, ces interfaces (site
web, interface graphique, etc.) sont e´galement he´te´roge`nes : elles ne proposent pas la meˆme
information pour un meˆme service et la meˆme information n’est pas pre´sente´e de la meˆme
fac¸on.
L’utilisateur doit aujourd’hui s’adapter a` l’interface propose´e et donc au service pro-
pose´e. Le syste`me distribue´ permettrai e´galement de ge´rer cette he´te´roge´ne´ite´ et proposerai
a` l’utilisateur une interface homoge`ne.
De nombreux projets (aussi bien publics que prive´s) tentent de re´aliser un tel syste`me
distribue´. Parmi ceux-ci, le projet BIGRE est en cours de de´veloppement pour mettre a`
la disposition des diffe´rents utilisateurs (bioinformaticiens, biologistes, cliniciens, etc.) un
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large syste`me distribue´ et fe´de´re´ d’acce`s a` des services bioinformatiques. Il est le fruit
d’une collaboration inter-universitaire entre l’Institut d’informatique des FUNDP, l’Unite´
de Bioinformatique du de´partement de Biologie Mole´culaire de l’ULB (IBMM) et l’Institut
de Recherches Interdisciplinaires et de De´veloppements en Intelligence Artificielle de l’ULB
(IRIDIA).
Dans le cadre de ce projet, ce me´moire propose une mode´lisation des diffe´rents e´le´ments
constitutifs de la bioinformatique : donne´e, service, interface graphique et enchaˆınement afin
de faciliter l’inte´gration de ces e´le´ments dans le syste`me distribue´.
Pour cerner les habitudes des utilisateurs et des auteurs de programmes, un stage fut
re´alise´ dans deux institutions : une premie`re partie a` l’Institut de Biologie et de Me´decine
Mole´culaire de l’ULB (IBMM) aupre`s de professeurs et d’utilisateurs de bioinformatique,
une seconde partie a` l’European Bioinformatic Institute (EBI) pre`s de Cambridge, aupre`s
des de´vellopeurs du package EMBOSS (qui regroupe une se´rie de programmes de bioinfor-
matique).
Nous avons divise´ ce me´moire en deux parties.
La premie`re partie pre´sentera toutes les informations utiles aux lecteurs pour com-
prendre les enjeux de la bioinformatique ainsi que les difficulte´s rencontre´es par les biolo-
gistes dans la re´alisation de leurs expe´riences. Dans le premier chapitre, nous mettrons en
e´vidence les diffe´rents e´le´ments constituant la bioinformatique. Le second chapitre mettra
l’accent sur les difficulte´s de l’utilisation des services actuels et sur les apports qu’offrirait
un syste`me distribue´.
La deuxie`me partie couvrira la mode´lisation re´alise´e. Nous pre´senterons dans le troisie`me
chapitre l’inte´reˆt de cette mode´lisation ainsi que l’articulation des diffe´rents e´le´ments de
cette mode´lisation. Dans le chapitre suivant, nous aborderons la mode´lisation des donne´es
bioinformatiques. Nous aborderons ensuite dans le cinquie`me et sixie`me chapitre la mode´lisation
des services et de l’IHM. Dans le septie`me chapitre, nous mettrons en e´vidence un fac¸on
de repre´senter les enchaˆınements de services (ou protocoles). Enfin dans le dernier chapitre,
nous envisagerons quelques extensions possibles a` notre mode´lisation.
Premie`re partie
Mise en place du de´cor
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Bioinformatique
Ce chapitre a e´te´ e´crit sur la base de la compre´hension de la bioinformatique que
nous avons acquise lors de notre stage a` l’IBMM, ainsi que suite aux lectures suivantes :
[Claverie et Notredame, 2003, BEN, 2004b, BEN, 2004a]
Apre`s une bre`ve introduction relative a` la biologie, ne´cessaire pour comprendre les enjeux
de ce travail, nous e´tudierons la bioinformatique et pre´senterons une utilisation particulie`re.
1.1 Un peu de biologie
Tous les organismes sont constitue´s de cellules. Ainsi le corps humain est compose´ d’en-
viron 6 ∗ 1013 cellules de 320 types diffe´rents comme les cellules de la peau, des muscles, des
neurones (cellule du cerveau), etc.
La cellule est constitue´e principalement d’eau (70%) et de prote´ines (environ 20%), les
10% restants sont des petits organes comme le noyau (sert au controˆle ge´ne´ral de la cellule),
la mitochondrie (permet la respiration de la cellule), etc. Nous allons plus particulie`rement
nous inte´resser :
• aux prote´ines qui sont les blocs constructeurs et les mole´cules fonctionnelles de la
cellule
• a` l’ADN qui stocke l’information propre a` nos diffe´rentes caracte´ristiques (couleur
des yeux, etc.). Cette information est pre´sente dans chaque cellule au niveau du noyau
pour aider au controˆle de la cellule.
1.1.1 Les prote´ines
Toutes les prote´ines sont re´alise´es a` partir des meˆmes constituants : les acides amine´s. Ce
sont des mole´cules relativement complexes compose´es d’atomes de carbone, d’hydroge`ne,
d’oxyge`ne, d’azote et de souffre. Ainsi la composition d’une prote´ine ressemble a`
C1200H2400O600N300S100.
Les biochimistes ont tente´ de trouver une repre´sentation des prote´ines, de pre´fe´rence
une formule qui pourrait e´galement expliquer leurs proprie´te´s biologiques. Une prote´ine est
constitue´e d’un grand nombre d’acides amine´s (entre 100 et 500) choisis parmi une se´lection
de 20 gouˆts (chaque type est repre´sente´ par une lettre). Or chaque type de prote´ine contient
toujours le meˆme nombre de chaque acide amine´. La formule d’une prote´ine peut donc eˆtre
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exprime´e par le nombre d’acides amine´s qu’elle contient. Par exemple, la formule de l’in-
suline est : 30 glycine(G) + 40 alanine(A) + 5 tyrosine(T) + 14 glutamine(Q) et d’autres
acides amine´s.
Ensuite, les biologistes ont de´couvert que ces acides amine´s e´taient lie´s comme une
chaˆıne. L’identite´ de la prote´ine ne de´pend plus seulement du nombre d’acides amine´s mais
e´galement de leur ordre. La formule de l’insuline fut de´couverte en 1951 et est repre´sente´e
par cette chaˆıne : MALWMRPLLPLLALLA...ENYCN.
La suite d’acides amine´s de´termine l’identite´ d’une prote´ine mais la forme que la prote´ine
adopte dans son environnement permet de connaˆıtre la fonction de cette prote´ine, ses pro-
prie´te´s biologiques (comme l’aptitude a` dige´rer le sucre), etc.
Cette forme est encode´e dans la chaˆıne. En effet, certains acides sont hydrophobes
et donc ne veulent pas interagir avec la surface proche de l’eau, d’autres hydrophiles re-
cherchent cette opportunite´. D’autres e´le´ments ont e´galement un impact sur la forme comme
la charge e´lectrique, etc.
La forme d’une prote´ine (comme l’ubiquitin, voir figure 1.1) peut e´galement eˆtre conside´re´e
comme un assemblage de structures 1. La structure qualifie le type de forme adopte´e par
un segment d’acides amine´s. Cette forme provient des liaisons chimiques entre les acides
amine´s et posse`de certaines proprie´te´s telle la stabilite´. Dans le sche´ma, on reconnaˆıt deux
structures : une he´lice α (en rouge), un feuillet β (en bleu). Ces deux structures sont les
plus stables 2 connues aujourd’hui.
Fig. 1.1 – Structure 3D d’une prote´ine
source : http://darwin.chem.nottingham.ac.uk/group/protein.html
La prote´ine est construite sur base des informations stocke´es dans l’ADN, nous verrons
comment dans la section suivante.
1. Pour eˆtre plus pre´cis, on appelle ce type de structure structure secondaire. La structure primaire est la
chaˆıne d’acides amine´s. La structure tertiaire est la forme 3D de la prote´ine. La structure quaternaire est la
forme prise par l’assemblage de plusieurs prote´ines.
2. Ces deux structures changent rarement de forme.
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1.1.2 L’ADN
Nos caracte´ristiques comme notre couleur de cheveux, etc. constituent notre information
ge´ne´tique, celle-ci est repartie sur 46 chromosomes. Ces chromosomes sont notre mate´riel
ge´ne´tique aussi appele´ ge´nome. Un chromosome (voir figure 1.2) est compose´ d’ADN com-
pacte´, il provient soit de notre pe`re, soit de notre me`re.
L’ADN est compose´ de deux chaˆınes (ou brins) de nucle´otides formant une double he´lice
(voir figure 1.2). Ces nucle´otides peuvent prendre quatre valeurs : A, T, G, C. La portion
d’ADN codant pour une prote´ine est appele´ ge`ne.
Fig. 1.2 – Forme en double he´lice de l’ADN
source : http://www.stedwards.edu/science/quinn/p53page/basics3.htm
Les deux brins d’ADN assemble´s sont anticomple´mentaires - autrement dit une Thymine
sur un brin sera toujours en face d’une Adenine et une Guanine fait toujours face a` une
Cytosine. Une se´quence d’ADN est identifie´e par un de ses brins comme ATGGAAGTATT-
TAAAGCGCCACCTATTGGATAAAG. A partir de ce brin, il est possible de de´duire le
brin anticomple´mentaire.
Lorsque les organismes se reproduisent, chaque chromosome doit eˆtre duplique´. Pour
re´aliser cela, la nature se´pare les deux brins et construit deux nouveaux brins pour former
deux doubles he´lices, graˆce a` la proprie´te´ d’anticomple´mentarite´ de l’ADN.
Toutes les prote´ines re´alise´es par un organisme sont encode´es dans son ADN. En effet,
les prote´ines sont re´alise´es dans la cellule a` partir de l’information pre´sente dans l’ADN. La
figure 1.3 met en e´vidence trois proce´de´s pre´sents dans la cellule permettant la circulation
de l’information :
La re´plication est le proce´de´ permettant la copie de l’ADN telle qu’explique´e ci-dessus.
La transcription est le processus qui transforme l’information de l’ADN en ARN par an-
ticomple´mentarite´ dans le noyau. L’ARN est semblable a` l’ADN mais il n’est constitue´
que d’un brin et il peut sortir du noyau de la cellule transportant ainsi l’information
de l’ADN.
La traduction est le processus qui transforme l’information de l’ARN en prote´ine. Le ri-
bosome se place sur l’ARN, lit l’information pour lier les acides amine´s qui formeront
la prote´ine. Le lien entre l’ARN et la prote´ine est e´tabli par le code ge´ne´tique : a`
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chaque codon (= triplet de nucle´otides) correspond un acide amine´.
Fig. 1.3 – Re´alisation d’une prote´ine (transcription et traduction)
source : http://www-stat.stanford.edu/~susan/courses/s166/node2.html
Un ge`ne est une partie d’ADN codant pour une prote´ine. Or seulement 5% de notre
ADN est identifie´ comme e´tant des ge`nes. Les 95% restant ont un roˆle encore inconnu. Les
biologistes pensent que ces parties ont un roˆle de re´gulation. Cette partie d’ADN est appele´
intron 3.
1.2 La bioinformatique : entre informatique et biologie
En laboratoire, a` partir des anne´es 50, il fut possible de de´terminer la se´quence a` la
fois des prote´ines et de l’ADN (les techniques sont diffe´rentes mais produisent toutes deux
une chaˆıne de caracte`res repre´sentant la chaˆıne d’acides amine´s ou de nucle´otides 4). Cette
expe´rience, appele´ se´quencage, est relativement longue, il e´tait donc ne´cessaire de stocker
les re´sultats pour ne pas devoir la re´pe´ter. De`s les anne´es 80, les ordinateurs ont permis le
stockage de ces donne´es, c’est le de´but de la bioinformatique.
3. Intron est une opposition a` exon, le nom de la partie codante car elle permet d’exprimer de la nouvelle
information.
4. La technique utilise´e pour l’ADN est plus rapide car l’ADN n’a que quatre constituants.
1.2. La bioinformatique : entre informatique et biologie 9
Nous pouvons de´finir la bioinformatique comme :
Bioinformatics is the application of computer technology to the management
and analysis of biological data. The result is that computers are being used to
gather, store, analyse and merge biological data. [EBI, 2004a]
Bien plus qu’une application de l’informatique, la bioinformatique est devenue une nou-
velle fac¸on de faire de la biologie en menant de nouveaux types d’expe´riences tre`s peu
couˆteuses.
Les de´couvertes re´alise´es par la bioinformatique modifient la vision actuelle de la biolo-
gie. Ces de´couvertes ont un impact sur la mode´lisation des donne´es, les outils ne´cessaires,
etc. Elles modifient ainsi e´galement la bioinformatique.
La bioinformatique est donc un secteur de recherche interdisciplinaire entre la biologie
et l’informatique. Le but ultime de la bioinformatique est de mieux comprendre le fonc-
tionnement des organismes vivants. Ces connaissances peuvent avoir un impact sur des
champs aussi divers que la sante´ humaine, les entreprises pharmaceutiques, l’agriculture,
l’environnement, etc.
1.2.1 Les bases de donne´es
On distingue les bases de donne´es par l’information qu’elles stockent : l’ADN, les prote´ines,
les ge`nes (ADN codant pour une prote´ine), les articles scientifiques, les motifs (fragments
de prote´ine qui sont lie´s a` une certaine fonction, une proprie´te´), les structures (formes de
la prote´ine), etc.
On rencontre e´galement des bases de donne´es essayant de faire le lien entre ces diffe´rentes
donne´es.
La figure 1.4 permet d’avoir une ide´e du nombre de donne´es aujourd’hui stocke´es. On
trouve principalement de l’ADN 5, puis des prote´ines. Peu de structures ont e´te´ de´couvertes,
re´colter plus de donne´es concernant ces structures est un de´fi pour la bioinformatique.
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Fig. 1.4 – Evolution de la taille des bases de donne´es [BEN, 2004b]
5. Le ge´nome humain est comple`tement se´quence´ et stocke´ dans des bases de donne´es.
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Enfin, il est a` noter qu’il n’existe pas qu’une seule base de donne´es pour chaque type de
donne´es. Ainsi, il existe trois grosses banques d’ADN ge´ne´ralistes : EMBL (ge´re´e par EBI,
Europe), GENBANK (NCBI, USA) et DDBJ (Japon). Chaque groupe collecte une partie
des de´couvertes re´alise´es dans les laboratoires (par expe´rience traditionnelle ou au moyen de
la bioinformatique) et les nouvelles donne´es ou mises a` jour sont transmises quotidiennement
entre ces bases de donne´es.
Ces bases de donne´es sont ge´ne´ralistes, c’est a` dire qu’elles stockent des donne´es prove-
nant de toutes les espe`ces. On trouve aussi des bases de donne´es spe´cialise´es qui stockent
les donne´es ne provenant que d’une seule espe`ce.
On peut e´galement constater d’autres diffe´rences entre les bases de donne´es : comme
par exemple : les diffe´rents processus de collecte de l’information. Par exemple, une prote´ine
peut eˆtre obtenue de deux manie`res diffe´rentes : in silico (de´duite a` partir de la se´quence
nucle´ique, par simple traduction du ou des exons la codant) ou isole´e a` partir de la cellule.
SWISSPROT contient seulement des prote´ines isole´es dans les cellules tandis que trEMBL
contient toutes les prote´ines de´duites des se´quences nucle´iques contenues dans EMBL. La
diffe´rence est inte´ressante pour les biologistes car la de´duction ne permet d’e´tablir qu’une
probabilite´ et non une certitude sur l’existence de cette prote´ine dans la nature.
1.2.2 Les programmes
Une masse d’informations conside´rables est donc mise a` la disposition des biologistes.
Ces donne´es peuvent eˆtre conside´re´es comme un texte vide de sens. Ce sens doit eˆtre apporte´
par des annotations : commentaire du biologiste sur la structure, la fonction et toutes autres
informations utiles sur la se´quence. Le de´fi actuel, maintenant que le ge´nome humain est
totalement se´quence´ (et stocke´ dans des bases de donne´es), est de pouvoir interpre´ter ce
texte.
Pour ce faire des outils ont e´te´ de´veloppe´s pour visualiser ces donne´es, pour pre´dire des
proprie´te´s d’une se´quence (comme sa fonction, sa structure, etc.) et enfin pour comparer
des se´quences.
La similarite´ est un concept invente´ par les biologistes pour mettre en e´vidence un lien
entre deux se´quences : deux se´quences similaires posse`dent une se´quence anceˆtre commune
et la diffe´rence entre elles se traduit par l’existence de mutations 6, insertions et de´le´tions 7
accumule´es au cours de l’e´volution. Ces se´quences partagent e´galement leur structure ainsi
que leur fonction.
Sans ordinateur, pour ve´rifier qu’une se´quence est similaire, il suffit d’e´tudier si on peut
de´river une se´quence de l’autre autrement dit retracer l’e´volution. Les bioinformaticiens ont
cre´e´ des outils qui permettent non seulement de comparer des se´quences (alignement) mais
qui permettent e´galement de rechercher dans les bases de donne´es les se´quences les plus
similaires a` une se´quence (recherche de similarite´ aupre`s de base de donne´es). L’annexe A
fournit des informations sur ces outils.
La recherche de similarite´ entre deux se´quences constitue un outil fondamental de la
bioinformatique. Le but est d’identifier la fonction d’une se´quence en la comparant a` une
ou plusieurs autres se´quences, notamment au pool de se´quences de re´fe´rence connues et
6. Une mutation est une modification de la se´quence par alte´ration de la se´quence d’un fragment d’ADN
ou prote´ine allant de la modification d’une seule paire de nucle´otides ou acides amine´s au re´arrangement ou
a` la perte d’un morceau.
7. La de´le´tion constitue une suppression d’un acide amine´ ou d’un nucle´otide.
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annote´es, stocke´es dans les banques de donne´es.
D’autres outils ont e´te´ re´alise´s pour analyser les se´quences : pre´dire la prote´ine encode´e
par un ge`ne, re´aliser le profil hydrophile/hydrophobe d’une prote´ine, pre´dire la structure,
etc.
Ces outils de pre´diction se basent sur des proprie´te´s chimiques ou des me´thodes statis-
tiques ou encore d’autres techniques. Le choix de l’outil a donc un impact sur le re´sultat.
Pour e´viter de formuler des conclusions haˆtives ou errone´es, il est conseille´ d’utiliser plu-
sieurs d’outils qui vont permettre de confirmer ou d’infirmer une hypothe`se.
Enfin, l’informatique apporte des outils performants permettant la visualisation des
informations biologiques complexes (par exemple la visualisation de la structure 3D d’une
prote´ine).
1.2.3 Les de´fis
Nous ne sommes qu’au de´but de la compre´hension du fonctionnement de notre organisme
mais la bioinformatique a permis de re´aliser des avance´es incroyables comme le se´quenc¸age
et le stockage de tout le ge´nome humain. De´sormais, la biologie tente de comprendre le
sens des donne´es stocke´es, pour par exemple comprendre comment l’organisme re´gule la
production de prote´ines, etc. L’interpre´tation des donne´es est donc devenue la raison d’eˆtre
de la bioinformatique.
La connaissance ne´cessaire pour re´aliser une expe´rience correctement (c’est a` dire en uti-
lisant les bons outils et les bonnes valeurs pour les diffe´rents parame`tres) en bioinformatique
est relativement complexe pour un biologiste en laboratoire qui utilise la bioinformatique en-
viron une fois tous les six mois. Une simplification de certains aspects de cette connaissance
est ne´cessaire ainsi qu’une ame´lioration de l’acce`s a` cette connaissance.
Cette connaissance provient :
– des programmes.
Il existe e´norme´ment de me´thodes, d’outils permettant de re´aliser une taˆche : chaque
programme, a e´te´ conc¸u pour s’adapter a` une situation pre´cise (taille des donne´es,
type de re´sultat, etc.). D’apre`s la situation, il faut choisir le programme ade´quat .
Ceci n’est pas toujours facile car l’utilisateur ne connaˆıt pas le programme et/ou n’a
pas d’informations suffisantes pour l’aider dans le choix de ce programme.
Par exemple, pour re´aliser un alignement, il existe diffe´rentes me´thodes qui produisent
diffe´rents types de re´sultats comme un fichier mettant en e´vidence les mutations, in-
sertions/de´le´tions ou encore un graphique mettant en e´vidence les zones de similarite´.
Ces diffe´rentes me´thodes et outils sont explique´s dans l’annexe A.
– des parame`tres.
Les parame`tres des programmes ne sont pas que des e´le´ments biologiques. En ef-
fet, les programmes sont ge´ne´ralement des formalisations d’un processus naturel. Les
parame`tres correspondent donc a` des nouveaux concepts, ge´ne´ralement cre´e´s pour
quantifier des phe´nome`nes biologiques comme par exemple, le fait qu’une mutation
d’acides amine´s se produit si ceux-ci ont des caracte´ristiques proches 8, le programme
8. La probabilite´ qu’un acide amine´ hydrophile soit remplace´ par un acide hydrophobe est tre`s tre`s faible.
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se base donc sur une matrice contenant les couˆts de mutation des diffe´rents acides
amine´s (appele´e matrice de substitution). Les valeurs des parame`tres auront un im-
pact sur le re´sultat.
Comprendre le fonctionnement du programme et des diffe´rents concepts permet-
tra d’influencer le re´sultat selon l’environnement de l’expe´rience et ainsi obtenir un
re´sultat de meilleure qualite´.
– d’autres e´le´ments exte´rieurs a` la taˆche comme le format, etc.
Suite a` l’e´volution de la bioinformatique, de nombreux formats de donne´es coha-
bitent. Le format est un ensemble de conventions utilise´es pour repre´senter la donne´e.
Chaque programme n’accepte les parame`tres que dans un nombre restreint de formats,
ge´ne´ralement le format correspond a` un format de´veloppe´ par l’auteur du programme.
L’utilisateur doit donc fournir au programme la donne´e dans un format accepte´ et au
besoin reformater cette donne´e (pour disposer de cette donne´e dans un format accep-
table) (plus d’informations dans le chapitre 4).
Enfin, l’utilisateur a rarement acce`s directement aux programmes (sauf au moyen de
la ligne de commande) mais plutoˆt a` des services c’est a` dire une interface graphique lui
permettant d’interagir avec tout ou une partie des fonctionnalite´s du programme.
Ces services sont accessibles au moyen d’Internet mais peu d’outils permettent de faire
le lien entre tous les services disponibles : que ce soit un catalogue de services disponibles ou
un outil permettant d’enchaˆıner aise´ment diffe´rents programmes ou services propose´s sur
diffe´rents sites.
1.3 Une expe´rience
Pour illustrer notre travail, nous allons utiliser une expe´rience basique : le biologiste
posse`de une donne´e (de type prote´ine), il a une ide´e de la fonction de cette prote´ine mais
voudrait des informations comple´mentaires pour e´tayer cette the`se. Il va donc chercher des
se´quences similaires ayant cette fonction qui lui permettront de confirmer son hypothe`se.
L’utilisateur a stocke´ une donne´e sur son ordinateur dans un fichier texte au format
FASTA. Ce format permet de stocker des se´quences c’est a` dire une chaˆıne de caracte`res
reprenant soit des acides amine´s, soit des nucle´otides. Il se compose d’un symbole > suivi
du nom de la se´quence et une e´ventuelle description puis un retour a` la ligne suivi de la
se´quence d’ADN ou de prote´ine (suite d’acides amine´s ou de nucle´otides).
L’utilisateur a appele´ cette donne´e S6A4 MOUSE comme le nom de cette prote´ine dans
la base de donne´es ou` il a trouve´ cette information (voir figure 1.5).
Le biologiste pense que cette donne´e sert au transport d’une certaine mole´cule. Il va donc
rechercher des se´quences similaires au moyen de BLAST 9. Ce biologiste connaˆıt l’adresse
d’un site offrant un acce`s a` ce service et se rend sur ce site 10.
La figure 1.6 repre´sente une partie de ce formulaire. l’utilisateur peut e´galement choisir
9. BLAST est le logiciel le plus populaire de bioinformatique.
10. L’institution offrant acce`s a` ce service est le nœud suisse de l’EMBnet (European Molecular Biomedical
network est un groupe de nœuds scientifiques collaborant a` travers l’Europe et hors d’Europe).
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Fig. 1.5 – Se´quence S6A4 MOUSE
la base de donne´es qu’il veut interroger et fixer d’autres parame`tres comme le nombre de
donne´es a` afficher, le score minimum acceptable, etc.
Vous remarquerez que la donne´e pre´sente dans ce formulaire n’est pas exactement iden-
tique a` celle pre´sente a` la figure 1.5. En effet, la se´quence stocke´e est en format fasta mais
ce programme n’accepte que les se´quences en raw format. Dans ce cas le changement de
format est e´vident, il suffit d’enlever la premie`re ligne.
La figure 1.7 repre´sente les re´sultats obtenus. Chaque ligne correspond a` une se´quence
qui est similaire, les informations pre´sente´es sont les suivantes : un lien vers la base de
donne´es, ainsi que la description de cette donne´e, ensuite ce sont les donne´es calcule´es par
le programme : le score de l’alignement, l’E-value 11.
Vous remarquerez que l’utilisateur est inte´resse´ par la se´quence S6A2 MOUSE et sou-
haite stocker cette donne´e pour pouvoir travailler dessus.
11. L’E-value calcule la probabilite´ qu’une se´quence non similaire atteigne ce score par hasard.
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Fig. 1.6 – Parame´trisation d’un service BLAST
fournisseur du service : http://www.expasy.ch/cgi-bin/BLASTEMBnet-CH.pl
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Fig. 1.7 – Re´sultat de BLAST
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Ensuite, le biologiste se´lectionne certaines donne´es (comme S6A2 MOUSE) qui lui semblent
inte´ressantes et dont il veut avoir plus d’information sur leur similarite´.
Divers programmes peuvent l’aider a` re´aliser cette comparaison entre deux se´quences. Il
choisit de re´aliser un dot-plot et un alignement local (plus d’informations sur ces me´thodes
dans l’annexe A).
Pour re´aliser ces programmes, il doit se rendre sur le site d’un autre fournisseur 12. Ce
fournisseur lui propose l’acce`s aux deux services. La figure 1.8 repre´sente le formulaire per-
mettant au biologiste de parame´trer le service alignement local. Il doit e´galement comple´ter
un formulaire identique pour la parame´trisation du dot-plot.
Fig. 1.8 – Parame´trisation d’un service alignement
fournisseur du service : http://www.be.embnet.org/wEMBOSS/
Le programme d’alignement local re´alise une comparaison des deux se´quences en es-
sayant de de´duire les mutations probables (insertion, de´le´tion, substitution).
12. L’institution offrant acce`s a` ces services est l’IBMM (de´partement de biologie mole´culaire de l’ULB)
qui est e´galement le nœud belge de l’EMBnet.
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La figure 1.9 repre´sente le re´sultat du programme d’alignement local.
Fig. 1.9 – Re´sultat de l’alignement
Le programme de dot plot re´alise un graphe exprimant les re´gions de similarite´ entre
deux se´quences. Les axes correspondent aux se´quences et le graphe pre´sente la fonction :
f(x,y) = 1 si x et y sont similaires, 0 sinon.
La figure 1.9 repre´sente le re´sultat du programme de dot plot.
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Fig. 1.10 – Re´sultat du dot plot
1.4 Conclusion
La bioinformatique permet aux biologistes de re´aliser de nouvelles expe´riences au moyen
de l’informatique. De nombreuses de´couvertes ont e´te´ re´alise´es par la bioinformatique et ce
n’est qu’un de´but. On peut dire que cette science est en pleine expansion.
Cependant, sa maˆıtrise par le biologiste n’est pas e´vidente. En effet, cette science s’appuie
sur de nouveaux concepts, peu lie´s a` la biologie. Les bioinformaticiens ont donc de nombreux
de´fis a` relever pour aider le biologiste a` re´aliser au mieux ses expe´riences.
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Chapitre 2
Inte´reˆt d’un syste`me distribue´ :
Bigre
Dans ce chapitre, nous allons mettre en e´vidence la situation actuelle de la bioinfor-
matique ou` les diffe´rentes bases de donne´es, les diffe´rents programmes sont accessibles au
moyen d’Internet, pour ensuite mettre en e´vidence les avantages d’un syste`me distribue´.
Pour conclure, nous aborderons une initiative BIGRE qui propose justement une solution
distribue´e adapte´e a` la bioinformatique.
2.1 Utilisation actuelle de la bioinformatique
Internet a permis le de´veloppement de la bioinformatique. En effet, il est devenu plus
simple pour les diffe´rents utilisateurs d’acce´der non seulement aux services et bases de
donne´es installe´s dans son laboratoire mais e´galement d’acce´der aux services ou bases de
donne´es disponibles ailleurs. De plus de nombreux fournisseurs offrent gratuitement ces
diffe´rents services. De ce fait, l’offre s’est sensiblement ame´liore´e.
Ne´anmoins, la gestion est relativement chaotique. En effet, l’utilisateur ge`re seul, sans
outil spe´cifique ces diffe´rents services re´partis sur diffe´rents sites. La figure 2.1 repre´sente
cette architecture.
Ainsi, dans notre exemple du biologiste de´sirant re´aliser une recherche de similarite´ puis
approfondir ces re´sultats au moyen d’une comparaison, le biologiste doit d’abord se connec-
ter au serveur2 pour re´aliser un BLAST (programme 1). BLAST cherchera dans BD2 les
se´quences similaires a` la se´quence requeˆte. A partir du re´sultat de BLAST, l’utilisateur
se´lectionnera les donne´es inte´ressantes. Il pourra ensuite stocker ces donne´es sur son or-
dinateur au moyen d’un programme de traitement de texte. Ensuite, il se connectera au
serveur1 pour re´aliser les programmes 1 et 2 qui lui permettront de re´aliser respectivement
un alignement local et un dot plot. De plus, l’utilisateur pourrait e´galement installer certains
programmes sur sa machine.
2.1.1 Limitations de cette architecture
Aujourd’hui, les programmes bioinformatiques sont ge´ne´ralement capables de coope´rer
avec d’autres programmes amis car ils utilisent le meˆme format,etc. Ge´ne´ralement, ces pro-
grammes sont regroupe´s en package et se trouvent sur un meˆme site (comme les programmes
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Fig. 2.1 – Architecture actuelle [Debaisieux et Desouza, 2003]
utilise´s dans notre expe´rience pour re´aliser l’alignement et le dot plot).
Si le biologiste veut faire interagir ces programmes avec d’autres programmes, cela de-
vient difficile car il doit re´aliser des ope´rations superflues : des changements de site, des
ope´rations de reformatage.
Les sites des laboratoires tre`s connus sont fort utilise´s. Les requeˆtes des diffe´rents utili-
sateurs sont donc ralenties par les requeˆtes des autres utilisateurs.
Pour ame´liorer la disponibilite´ du service, ces laboratoires ont mis en place des sites
miroirs. Malheureusement, peu de biologistes les utilisent car ils ne connaissent pas ou ne
retiennent pas les adresses de ces sites.
Dans l’architecture pre´sente´e ci-dessus, le site 1 a acce`s a` une base de donne´es. Les
programmes n’ont pas besoin d’acce´der directement a` ces donne´es mais si l’utilisateur fournit
comme parame`tre en entre´e un identifiant de cette base de donne´es, le programme doit
pouvoir faire le lien avec la valeur de cette donne´e. Cette raison explique la pre´sence d’une
base de donne´es sur ce site.
Tous les fournisseurs doivent donc avoir acce`s aux bases de donne´es (sauf s’il interdisent
ce type de valeur). Aujourd’hui, les fournisseurs re´pliquent donc quotidiennement ces bases
de donne´es pour que les diffe´rents fournisseurs disposent toujours de l’information la plus
re´cente.
L’utilisation d’internet pose e´galement un proble`me en terme de se´curite´. En effet, dans
certains cas, les donne´es doivent rester confidentielles. Or, aujourd’hui, l’envoi de donne´e
pour les transmettre a` un programme n’est pas se´curise´, de meˆme que l’envoi de re´sultat.
De plus, rien ne permet a` l’utilisateur de savoir si le programme n’enregistre pas ses donne´es
sur le site du fournisseur.
Les biologistes qui de´sirent conserver la confidentialite´ de leurs donne´es n’utilisent donc
que des programmes installe´s dans un intranet suˆr.
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2.1.2 Dialogue utilisateur-service
Mode´liser le comportement de l’utilisateur permet de mettre en e´vidence les difficulte´s
qu’il rencontre lorsqu’il re´alise des expe´riences au moyen de l’ordinateur. Nous avons donc
repris l’exemple pre´ce´dent en le mode´lisant au moyen de uses cases. Nous avons divise´
l’exemple en deux e´tapes (voir figures 2.2 et 2.3) : re´alisation d’un blast puis se´lection des
re´sultats et re´alisation d’un alignement ainsi que du dot plot. Chacune de ces e´tapes est
re´alisable individuellement mais les enchaˆıner a un inte´reˆt certain.
UC1 :  Re´alisation d’un blast 
Description : Le biologiste de´sire retrouver les donne´es parentes a` une se´quence qu’il posse`de.
Pre´-conditions : Le biologiste posse`de la se´quence au format ne´cessaire au logiciel qu’il de´sire
utiliser. Le biologiste connaˆıt un syste`me permettant d’effectuer sa requeˆte.
Biologiste Syste`me
Le biologiste se´lectionne un syste`me (le
syste`me est identifie´ par une adresse web).
Le syste`me renvoie les logiciels disponibles. La
pre´sentation de cette liste lui est propre.
Le biologiste se´lectionne le logiciel BLAST.
Le syste`me renvoie un formulaire permettant
de parame´trer ce logiciel (le formulaire est
propre au fournisseur, il ne propose donc que
les bases de donne´es auxquelles il a acce`s).
Le biologiste fournit au logiciel une se´quence
et fixe e´ventuellement les autres parame`tres
(comme la base de donne´es qu’il souhaite in-
terroger). Puis il demande l’exe´cution du logi-
ciel.
Le syste`me renvoie le re´sultat de l’exe´cution
de BLAST 1.
Le biologiste se´lectionne les donne´es qui lui
semblent inte´ressantes et demande au syste`me
de les lui fournir dans un certain format.
Le syste`me pre´sente les donne´es selon le for-
mat de´sire´.
Post-condition : Le syste`me a renvoye´ la liste des donne´es pre´sentant des similitudes avec la
donne´e du biologiste. L’utilisateur dispose du re´sultat de BLAST ainsi que de la liste de se´quences
inte´ressantes.
Fig. 2.2 – UC 1: re´alisation de BLAST
1. Ce re´sultat se pre´sente sous la forme d’une liste de donne´es pre´sentant des similitudes avec la donne´e
en entre´e ainsi que des comple´ments d’informations sur la similitude entre chacune des donne´es et la donne´e
en entre´e.
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UC2 :  Alignement 
Description : Le biologiste de´sire disposer d’informations sur la similarite´ de deux se´quences.
Pre´-conditions : Le biologiste posse`de les se´quences au format ne´cessaire aux logiciels qu’il de´sire
utiliser. Le biologiste connaˆıt un syste`me offrant un acce`s a` diffe´rents services d’alignement.
Biologiste Syste`me
Le biologiste se´lectionne un syste`me (le
syste`me est identifie´ par une adresse web).
Le syste`me renvoie les logiciels disponibles. La
pre´sentation de cette liste lui est propre.
Le biologiste se´lectionne le logiciel ne´cessaire
pour re´aliser un dot plot et lui fournit les deux
se´quences a` aligner (et e´ventuellement fixe les
autres parame`tres).
Le syste`me renvoie le graphique (dot plot)
pre´sentant les re´gions de similarite´.
Le biologiste se´lectionne le logiciel ne´cessaire
pour aligner des se´quences et lui fournit les
deux se´quences a` aligner (et e´ventuellement
fixe les autres parame`tres).
Le syste`me renvoie les deux se´quences
aligne´es.
Le biologiste interpre`te ces re´sultats.
Post-condition : L’utilisateur dispose d’un graphique et d’un alignement de ces deux se´quences
expliquant leur lien de similarite´.
Fig. 2.3 – UC 2: re´alisation d’un alignement
On constate que l’utilisateur doit connaˆıtre les informations suivantes :
– les syste`mes qui offrent acce`s aux logiciels, aux bases de donne´es auxquels il souhaite
acce´der ;
– le format que les donne´es doivent prendre et au besoin, connaˆıtre les diffe´rents pro-
grammes de reformatage auxquels il devra faire appel.
Or ces informations ne sont pas en lien direct avec le travail du biologiste. Ces informa-
tions ne devraient donc pas intervenir dans ce travail pour ne pas eˆtre un frein a` l’utilisation
de la bioinformatique.
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2.2 Apport d’un syste`me distribue´
2.2.1 Syste`me distribue´
On peut de´finir un syste`me distribue´ comme :
“Un syste`me distribue´ est une collection d’hoˆtes autonomes qui sont connecte´s
par l’interme´diaire d’un re´seau. Chaque hoˆte he´berge et exe´cute un ou plu-
sieurs composants tout en supportant un middleware, qui permet aux composants
du syste`me de coordonner leurs activite´s d’une telle fac¸on que les utilisateurs
perc¸oivent le syste`me comme une capacite´ de traitement unique et inte´gre´e. On
oppose ge´ne´ralement syste`me distribue´ a` syste`me centralise´.” [Englebert, 2003]
Il va permettre de ge´rer les exigences suivantes :
– e´volution
– quantitative : monte´e en charge
– qualitative : changement de langage, changement de la conception de l’architec-
ture
– he´te´roge´ne´ite´ : utilisation conjointe de composant de´veloppe´s from-scratch, de compo-
sant achete´s et d’e´le´ment pre´-existant (legacy).
– Partage et acce`s aux ressources (par exemple des donne´es, des programmes).
Remarque : lors du partage, il y a e´galement un controˆle des acce`s a` ces ressources.
2.2.2 Syste`me distribue´ et bioinformatique
Les me´moires [Debaisieux et Desouza, 2003, Buyle et Dallons, 2003] ont mene´s a` la re´alisation
d’un prototype de syste`me distribue´ adapte´ a` la bioinformatique.
Les apports d’un syste`me distribue´ sont e´vidents :
“ Leur utilisation (technologie de l’information et de la communication) dans le
cadre de la proble´matique de la bioinformatique assurerait une augmentation de
la se´curite´, une re´duction de la re´plication syste´matique des outils et des sources
de donne´es mais aussi une ame´lioration des conditions d’utilisation de ces outils
pour le biologiste.” [Buyle et Dallons, 2003]
Enfin, de nouveaux services pourront se greffer a` ce syste`me : un outil permettant l’en-
chaˆınement de service, etc.
2.2.3 Dialogue utilisateur-service
Le syste`me distribue´ permettra a` l’utilisateur d’interagir directement avec tous les four-
nisseurs au moyen un seul point d’acce`s. On peut repre´senter le comportement de l’utilisa-
teur et du syste`me distribue´ au moyen de la figure 2.4. Dans ce use case, l’utilisateur re´alise
toujours le meˆme travail : re´alisation d’un blast et approfondissement de certains re´sultats.
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UC Simplifie´ :  Recherche de se´quences similaires 
Description : le biologiste de´sire obtenir des informations sur les se´quences similaires a` une de ses
se´quences.
Pre´-condition : La donne´e est de´ja` stocke´e par l’utilisateur.
Biologiste Syste`me
Le biologiste se connecte au syste`me.
Le biologiste se´lectionne le service BLAST.
Le syste`me affiche le formulaire permettant de
parame´trer ce service.
Le biologiste introduit sa se´quence (ou un lien)
ainsi qu’e´ventuellement d’autres parame`tres
comme la base de donne´es qu’il souhaite in-
terroger.
Le syste`me localise le service disposant d’un
acce`s a` la base de donne´es (par de´faut SWISS-
PROT).
Le syste`me effectue la requeˆte et renvoie les
re´sultats.
Le biologiste se´lectionne les enregistrements
dont il voudrait plus d’informations et soumet
la demande de comparaison entre ces donne´es
et la donne´e en entre´e au syste`me.
Le syste`me affiche le formulaire du service dot
plot et du service alignement.
Le biologiste fixe e´ventuellement les pa-
rame`tres (autres que se´quences en entre´e).
Le syste`me localise le service alignement et le
service dot plot.
Le syste`me effectue les deux requeˆtes et ren-
voie les deux re´sultats (alignement et dot plot)
au biologiste.
Le biologiste interpre`te ces re´sultats.
Post-condition : Le biologiste a pu infirmer ou non son hypothe`se. De plus, il dispose des diffe´rents
re´sultats : BLAST, alignement, dot plot.
Fig. 2.4 – UC simplifie´: re´alisation d’une recherche par similarite´ accompagne´e d’un appro-
fondissement de la similarite´ de certaines se´quences
2.3 Architecture de Bigre
Le syste`me BIGRE[IBMM/ULB et al., 2004] pre´sente une architecture compose´e de
trois types d’e´le´ments : les clients, les me´diateurs et les services. La figure 2.5 repre´sente
cette architecture.
Le client assure les interactions entre les utilisateurs et les diffe´rents services de manie`re
homoge`ne et cohe´rente. Ainsi, l’utilisateur utilisera une interface unique et adapte´e a` son
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Fig. 2.5 – Architecture de BIGRE [Buyle et al., 2004]
profil, inde´pendamment de la nature des services utilise´s, de leur implantation, des poli-
tiques de se´curite´, etc.
Les services sont soit des composants “wrapper” inte´grant des outils legacy ou des
bases de donne´es, soit des services natifs, c’est a` dire des applications a` valeur ajoute´e
(traitements, extraction, etc.). Tous les services pre´sentent une meˆme et unique interface
directement utilisable par les me´diateurs et les clients.
Les me´diateurs fournissent les fonctionnalite´s assurant la mise en relation des clients et
des services. Ils permettent, entre autre, la de´couverte dynamique de services, la se´curisation
des communications et des acce`s, et enfin l’inte´gration se´mantique des services sur base
d’une ontologie commune des services et des donne´es. Ces me´diateurs sont re´partis dans une
fe´de´ration afin de pouvoir de´le´guer leur gestion a` des entite´s scientifiques ou e´conomiques
diffe´rentes. Leur conception est elle-meˆme distribue´e afin de pouvoir assumer une monte´e
en charge.
2.4 Conclusion
Ce chapitre montre la difficulte´ pour le biologiste de re´aliser un enchaˆınement de services.
En effet, l’usage actuel de la bioinformatique ne´cessite une connaissance “exte´rieure a` la
bioinformatique” comme les nombreux formats.
Nous avons ensuite analyse´ les opportunite´s offertes par un syste`me distribue´. En effet,
celui-ci permet de ge´rer ces contraintes de sorte que le biologiste puisse se concentrer sur
son expe´rience. Enfin, nous avons aborde´ l’architecture utilise´e dans le projet BIGRE dont
l’objectif est de re´aliser un syste`me distribue´ dans le cadre de la bioinformatique.
Deuxie`me partie
Analyse
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Chapitre 3
Vue ge´ne´rale
Dans le chapitre pre´ce´dent, nous avons montre´ les avantages d’un syste`me distribue´
de services bioinformatiques pour l’utilisateur et le fournisseur. Cependant, ces avantages
peuvent eˆtre multiplie´s par une mode´lisation intelligente des donne´es. En effet, nous al-
lons montrer dans ce chapitre que l’interface du client est peu structure´e et beaucoup trop
he´te´roge`ne. Ensuite, nous proposerons une mode´lisation structurant les diverses informa-
tions, permettant la recherche et l’exe´cution de services.
Ces informations permettront e´galement de mode´liser les divers fichiers reprenant l’in-
formation stocke´e sur les me´diateurs comme le catalogue de services disponibles.
3.1 Utilisation actuelle
La figure 3.1 repre´sente l’utilisation actuelle de la bioinformatique. L’utilisateur a acce`s
a` des services re´alise´s par des auteurs par le biais des fournisseurs parfois moyennant fi-
nances. Les e´le´ments en bleu sont les acteurs et ceux en vert sont les e´le´ments visibles par
l’utilisateur.
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Fig. 3.1 – Mode´lisation de la situation actuelle
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Internet permet aujourd’hui a` l’utilisateur d’acce´der a` de nombreux services offerts par
les fournisseurs mais il reste ne´cessaire de connaˆıtre l’adresse web du point d’acce`s, voire du
service. Ge´ne´ralement, l’utilisateur utilise ses favoris et donc, n’acce`de qu’a` un petit nombre
de points d’acce`s.
De plus, les interfaces se re´fe´rencent peu entre-elles, ce qui ne permet pas a` l’utilisateur
de de´couvrir de nouveaux services, de trouver un fournisseur offrant des interfaces soit plus
simples, soit plus complique´es ou offrant un acce`s a` un programme de´termine´.
Le lien entre les auteurs des programmes est assure´ par les fournisseurs de services. Ce
lien est tre`s variable, il de´pend en effet de la politique des diffe´rents fournisseurs : certains
ont une approche simplificatrice du proble`me pour favoriser l’utilisation par les utilisateurs
de´butants, tandis que d’autres pre´sentent tous les parame`tres pour permettre aux experts
une utilisation la plus pre´cise du service. L’apparence d’un meˆme programme peut donc
varier d’un fournisseur a` l’autre.
De plus, le fournisseur ge`re seul son point d’acce`s et l’organise comme il souhaite. On
constate des divergences dans les classifications utilise´es par les diffe´rents fournisseurs.
Le fournisseur ne transmet pas ou peu d’informations sur le programme utilise´ : en
ge´ne´ral, une simple re´fe´rence au nom. Or, ces informations, souvent incompre´hensible par
les biologistes, permettent d’assurer la re´-exe´cution d’une expe´rience dans les meˆmes condi-
tions 1, chose essentielle en science.
Enfin, il est parfois inte´ressant d’enchaˆıner des services, d’enregistrer un appel 2 afin
de le re´-exe´cuter. Or seuls des scripts, c’est a` dire des programmes e´crits en Perl par le
biologiste ou e´ventuellement fournis par le fournisseur de service, permettent de re´aliser ces
actions. De plus, ces scripts sont impossibles a` maˆıtriser sans une certaine connaissance en
programmation.
3.2 Situation ide´ale
La mise en place de BIGRE facilitera l’utilisation de la bioinformatique par le biologiste.
En effet, il pourra acce´der a` tous les services au moyen d’un seul point d’acce`s.
De plus, nous pourrons mettre en place un cadre caracte´risant les services bioinforma-
tiques de manie`re la plus uniforme possible. Ces caracte´ristiques permettront d’ame´liorer
la recherche de services et leur visualisation. La figure 3.2 repre´sente une vue du service
permettant une caracte´risation en profondeur des diffe´rentes facettes d’un service bioinfor-
matique.
Le forte relation entre le client et le fournisseur est abandonne´e au profit d’une plus
grande centralisation des informations. La conse´quence majeure sera la gestion des ca-
racte´ristiques du service par le syste`me avec l’aide des auteurs et des fournisseurs ; l’objectif
e´tant d’e´viter que chaque fournisseur essaye d’imposer sa description de service.
1. Un changement de version est une explication si le programme ne renvoie plus les meˆmes re´sultats avec
les meˆmes donne´es en entre´es.
2. Les informations sur l’appel sont les informations sur le service ainsi que les valeurs des diffe´rents
parame`tres.
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De plus, lors de l’exe´cution de services, le client n’est plus tenu de connaˆıtre le nom
du fournisseur lui offrant acce`s aux services. Toutefois, l’utilisateur peut toujours eˆtre lie´ a`
certains fournisseurs par un contrat qui lui offre acce`s a` certains services.
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Fig. 3.2 – Mode´lisation ide´ale d’un service
Le syste`me doit d’abord prendre en compte le fait que l’utilisateur posse`de des donne´es
qui proviennent ge´ne´ralement de l’exe´cution d’un service. Inte´grer ces donne´es permettra
une meilleure gestion par le biologiste et des ame´liorations conside´rables dans la bioinfor-
matique 3.
Ensuite, nous avons voulu mettre en e´vidence deux vues possibles du service : la vue
ge´ne´rale et une vue utilisateur. La premie`re vue reprend les les caracte´ristiques ge´ne´rales.
La seconde de´crit les attentes de l’utilisateur.
Un service est caracte´rise´ par une vue ge´ne´rale et plusieurs vues utilisateur. En effet, les
attentes des utilisateurs peuvent eˆtre diffe´rentes d’apre`s leur niveau de connaissance,etc.
La vue ge´ne´rale de´crit le service en termes ge´ne´raux. Ces caracte´ristiques sont inhe´rentes
aux services car elles proviennent du code exe´cute´ pour fournir le service. On y retrouve
des informations concernant :
– le traitement me´tier : repre´sente l’action re´alise´e par le programme (par exemple :
3. Les programmes auront a` leur disposition plus d’informations sur la donne´e, ce qui leur permettra de
fournir des re´sultats plus pre´cis.
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recherche de similarite´, alignement). Cette action est e´videmment le premier crite`re
dans le choix d’un service. Aujourd’hui, ce crite`re est re´gulie`rement employe´ dans les
classifications des fournisseurs.
– le protocole : de´finit l’enchaˆınement des ope´rations dans le cas d’un service complexe
(par exemple : le blast suivi des programmes d’alignement et de dot plot). Cette in-
formation permet une compre´hension accrue du service.
De plus, mode´liser un protocole devra permettre de l’exe´cuter.
– l’outil me´tier : correspond au programme utilise´ pour re´aliser le service (par exemple :
blast, water, dotmatcher). Un outil particularise un traitement ainsi blast permet de
re´aliser une recherche par similarite´. Le programme influence fortement le re´sultat,
c’est donc un e´le´ment cle´ des conditions d’expe´rience. Cet e´le´ment est e´galement un
crite`re de choix pour les experts.
Aujourd’hui, les interfaces proposent des acce`s a` des outils me´tier, donc au de´triment
d’une approche simplificatrice proposant un acce`s a` des traitements. Or, les manuels de´crivent
la bioinformatique en terme de traitement me´tier. Il n’est donc pas e´vident pour le biologiste
de trouver un outil re´alisant le traitement qu’il recherche.
Mode´liser le traitement me´tier permet donc de proposer a` l’utilisateur un acce`s plus
direct a` ces traitements en vue d’une meilleure utilisation de la bioinformatique.
Pour re´aliser l’interface utilisateur, nous allons nous baser sur les diffe´rents liens qu’ont
cre´e´s les fournisseurs entre le service et l’utilisateur : certaines interfaces sont simples,
sans parame`tres incompre´hensibles pour l’utilisateur de´butant ; d’autres sont plus complexe
(comprenant plus de parame`tres).
L’utilisateur voit le service au moyen de sa signature, autrement dit dans les parame`tres
propose´s a` l’utilisateur en vue d’exe´cuter le service, mais surtout au moyen de l’Interface
Homme Machine. Un service est donc caracte´rise´ par diffe´rentes signatures : de´butant, nor-
mal, expert. Chaque signature peut eˆtre vue au moyen de diffe´rentes IHMs pour permettre
a` chaque utilisateur de conserver la pre´sentation a` laquelle il est habitue´.
Les habitudes de l’utilisateur (attribut caracte´ristique) font le lien avec une signature
et une IHM pour chaque service de sorte que le syste`me soit capable de fournir a` l’utilisateur
une apparence du service la plus adapte´e a` ses besoins, ses connaissances.
L’instance de service repre´sente le service accessible sur une machine. Ces instances
repre´sentent l’offre du syste`me a` ses diffe´rents utilisateurs. Ces instances ont des caracte´ristiques
(attribut non fonctionnel) permettant de les diffe´rencier comme le couˆt, la performance, la
version du service.
3.3 Conclusion
Ce chapitre pre´sente d’abord l’interface actuelle. Il met en e´vidence son peu de struc-
turation et son he´te´roge´ne´ite´. Cette he´te´roge´ne´ite´ est parfois un frein a` l’utilisation de la
bioinformatique ; par exemple, il est difficile d’enchaˆıner des services.
Ensuite, nous proposons une caracte´risation du service qui serait partage´e par tous les
fournisseurs. Cette mode´lisation est plus comple`te et permet e´galement une multiple ca-
racte´risation de certains aspects du service comme l’IHM, la signature. Cette mode´lisation
permettrait de simplifier l’usage de la bioinformatique.
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Les chapitres suivants vont nous permettre d’explorer les diffe´rents concepts aborde´s
dans notre mode´lisation (voir figure 3.2). Ceux-ci ont e´te´ re´partis en quatre cate´gories (la
couleur sur le sche´ma indique leur cate´gorie) : les donne´es (dans la couleur bordeau), le
service (en rouge), l’Interface Homme Machine (en vert) et enfin le protocole (en orange).
Un chapitre e´tudiera en de´tail les concepts d’une cate´gorie. Ainsi le chapitre suivant
de´taillera les donne´es et ainsi de suite.
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Chapitre 4
Mode´lisation des donne´es
La collecte et la de´couverte d’informations sont les raisons d’eˆtre de la bioinformatique.
Or l’information est principalement fournie par les donne´es qui proviennent d’un laboratoire
ou d’outils bioinformatiques. Les services se basent e´galement sur des donne´es pour cre´er
de nouvelles donne´es. Il est donc indispensable de mode´liser ces dernie`res.
Ces donne´es repre´sentent des informations biologiques comme des prote´ines mais aussi
des donne´es plus classiques comme des entiers, etc. On peut distinguer en deux types : les
donne´es de´tenues par l’utilisateur ou donne´es personnelles et les donne´es mises a` disposition
par un fournisseur de service. Ces donne´es seront appele´es ressources.
Nous e´tudierons d’abord les donne´es personnelles pour ensuite e´tudier les ressources.
Nous terminerons ce chapitre par un exemple.
4.1 Donne´e(s) personnelle(s)
La figure 4.1 (page 36) repre´sente la mode´lisation des donne´es personnelles.
L’utilisateur dispose d’un espace de stockage qui lui permet d’enregistrer les informations
qui lui sont utiles : donne´es biologiques, graphiques, etc. Ces donne´es sont caracte´rise´es par
un nom donne´ par le biologiste, ainsi qu’un emplacement dans son espace de stockage.
Comme toute donne´e, la donne´e personnelle est constitue´e d’informations. On peut
e´galement la caracte´riser par un type, une provenance ge´ne´rale, etc. Ces proprie´te´s appele´es
me´ta-donne´es dans le sche´ma re´aliseront une caracte´risation permettant, par exemple, une
recherche sur base d’une proprie´te´.
A partir des types, on peut e´tablir une hie´rarchie. Ainsi on peut dire qu’un entier est
un re´el (un entier est un sous-type de re´el) ou encore une prote´ine est une se´quence (une
prote´ine est un sous-type de se´quence).
Une donne´e biologique contient de l’information : les diffe´rents caracte`res du fichier, le
biologiste va pouvoir interpre´ter ce texte. Les annotations comprennent cette interpre´tation.
Celle-ci est re´alise´e par le biologiste a` partir :
– de la provenance de sa donne´e. La donne´e peut provenir d’une expe´rience en labora-
toire, d’une base de donne´e. La donne´e peut e´galement eˆtre le re´sultat d’une exe´cution
d’un service.
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Fig. 4.1 – Mode´lisation d’une donne´e personnelle
La provenance e´tablit la base de l’information connue sur la donne´e.
– de tous les services mis a` sa disposition comme un service de pre´diction de structure,
un service de recherche de mutation entre deux se´quences, etc.
Ces services vont fournir des informations sur la donne´e en produisant une nouvelle
donne´e (soit la donne´e elle-meˆme est porteuse d’information, soit l’interpre´tation de
cette donne´e fournira au biologiste cette information).
– des consultations aupre`s de diffe´rentes bases de donne´es :
les bases de donne´es stockent l’information sur les donne´es biologiques que des scien-
tifiques ont obtenue dans des expe´rience en laboratoire. Le biologiste pourra trouver
dans ces bases de donne´es des annotations qui pourront sous certaines conditions
s’appliquer a` sa donne´e.
– de ses propres de´ductions faites a` partir de ses observations, etc.
Exemple : Nous pourrions mode´liser la donne´e S6A4 MOUSE (voir figure 1.5 page 13)
par la figure 4.2.
Nous n’avions que peu d’informations sur la manie`re dont le biologiste a obtenu cette
donne´e. Or, cette mode´lisation prend en compte des informations qui sont peu voire pas
exploite´es par les outils actuels: la provenance de la donne´e et des informations fournies par
le biologiste.
Les me´ta-donne´es permettent ainsi de stocker le type de la donne´e : prote´ine, ainsi que
le traitement qui a permis au biologiste de de´tenir cette information : une recherche sur base
de mots-cle´s aupre`s d’une base de donne´es.
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Les informations permettent a` l’utilisateur de stocker son hypothe`se.
La provenance de la donne´e permet de connaˆıtre les circonstances exactes de sa cre´ation.
Cette donne´e provient d’une recherche effectue´e sur base des mots : souris et transporteur.
Son hypothe`se pre´sente´e dans le sche´ma est donc vraie : cette donne´e a pour fonction le
transport.
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Fig. 4.2 – Mode´lisation de la donne´e S6A4 MOUSE (application)
Graˆce a` cette mode´lisation de nouvelles informations ont e´te´ stocke´es comme la prove-
nance de la donne´e, les hypothe`ses du biologiste.
4.1.1 Le type pre´vaut
Le biologiste est capable de caracte´riser une donne´e sur base de son type, autrement dit
identifier la se´mantique de cette donne´e. Ainsi, la donne´e S6A4 MOUSE est une prote´ine.
Or cette caracte´risation n’est pas suffisante aujourd’hui car le bioinformaticien devrait
e´galement connaˆıtre le format de sa donne´e. Le format correspond a` la syntaxe du docu-
ment, il pre´cise l’espace occupe´ par la donne´e 1, l’emplacement des diffe´rents e´le´ments (nom,
annotations, etc.). Connaˆıtre le format est indispensable pour pouvoir identifier les services
acceptant cette donne´e.
Pour chaque type, il existe de nombreux formats. Par contre, le format, par l’information
qu’il exprime, fait le lien avec la se´mantique de la donne´e.
Chaque format a des caracte´ristiques propres : ils sont simples a` e´crire par l’utilisateur,
ils permettent d’e´crire des commentaires, certains sont illisibles par l’humain, etc.
De plus, les formats ne permettent pas d’encoder toutes les caracte´ristiques d’une donne´e
ainsi, le raw format (voir figure 1.6 page 14) ne permet d’encoder que la se´quence 2, tandis
que le format fasta (voir figure 1.5 page 13) permet d’encoder en plus le nom. Il existe
e´galement de nombreux formats permettant de stocker toutes les informations disponibles
(fonction, etc.) sur ces donne´es.
Comme le biologiste comprend peu ce concept de format et que ce concept n’a aucune
influence sur son travail, il doit avoir l’impression que sa donne´e est traite´e, visualise´e selon
1. L’espace occupe´ par un entier est, en ge´ne´ral, de 4 bytes.
2. Une se´quence est une chaˆıne de caracte`res correspondant a` une prote´ine ou un bout d’ADN.
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son type et pas selon son format. Il doit donc avoir l’impression que les services acceptent
de´sormais tous les formats.
D’autant que cette multitude de formats est non seulement geˆnante pour le biologiste,
mais aussi pour l’informaticien car, si diffe´rents services utilisent diffe´rents formats, il faudra
intercaler des ope´rations de reformatage afin de pouvoir enchaˆıner ces services.
La de´finition d’une norme apparaˆıt donc comme une ne´cessite´. Certains formats ont de´ja`
e´te´ de´veloppe´s pour faciliter le transport des donne´es comme la norme BSA et le langage
BSML :
La norme BSA[OMG, 2004] formalise les donne´es bioinformatiques au moyen du langage
UML 3 pour ensuite les proposer dans le langage IDL 4 et permettre ainsi la re´alisation
d’objets transitant par le bus CORBA 5. Diffe´rents prototypes s’appuient sur cette norme
[Debaisieux et Desouza, 2003, Buyle et Dallons, 2003].
Le langage BSML[LabBook, 2004] est un format XML 6 qui permet l’inte´gration a` la fois
des informations propres aux donne´es biologiques (comme le nom, la chaˆıne de caracte`res
pour la se´quence) mais e´galement de l’information annexe comme par exemple un graphique
re´sultant d’un appel de service, etc. Ce format complet n’est plus lisible, ni meˆme e´ditable
par l’humain mais le projet a e´galement de´veloppe´ un outil permettant la visualisation et
l’e´dition de donne´es.
Le syste`me distribue´ permettra une uniformisation du format. Il acceptera les donne´es
dans les diffe´rents formats, il permettra e´galement a` l’utilisateur expert d’obtenir sa donne´e
dans le format de´sire´. Il proposera e´galement a` l’utilisateur une interface pour e´diter et lire
sa donne´e.
Exemple : La donne´e S6A4 MOUSE (figure 1.5) est de type prote´ine (et de format fasta).
Dans l’exemple, le biologiste devait connaˆıtre le format pour repe´rer les services acceptant
directement sa donne´e et les services ne´cessitant la re´alisation pre´alable d’un reformatage.
De´sormais, le syste`me ge`re le passage entre les diffe´rents formats. Le biologiste ne doit
donc plus savoir que sa donne´e est stocke´e dans le format fasta et qu’il faut retirer la
premie`re ligne pour obtenir sa donne´e en raw format.
4.2 Ressources
Une ressource est de´finie comme une information mise a` disposition de tous. On pense
e´videment aux bases de donne´es mais e´galement a` certains fichiers aujourd’hui stocke´s sur
les serveurs comme le code ge´ne´tique 7. La figure 4.3 repre´sente la mode´lisation de ce nou-
veau concept.
3. Unified Model Language est un langage de mode´lisation de´fini par l’OMG (Object Management Group).
4. Interface Description Language est un langage de description d’objets distribue´s neutre
[Englebert, 2003].
5. Common Object Request Broker Architecture est une norme de´finie par l’OMG qui de´finit l’architecture
d’un bus permettant d’e´changer des objets de manie`re transparente [Englebert, 2003].
6. eXtensible Markup Langage permet de cre´er un document structure´. Ce type de document est utilise´
principalement pour le stockage et le transport de donne´es.
7. Le fichier du code ge´ne´tique contient les correspondances entre les triplets de nucle´otides et les acides
amine´s.
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pour mettre en e´vidence ce concept d’un meˆme contenu (ou information) disse´mine´ aupre`s
des diffe´rents fournisseurs. Le type de ressource fait donc re´fe´rence a` un contenu ou donne´e
abstraite.
Cependant, les instances d’une meˆme ressource ne sont jamais exactement identiques.
Les nouvelles versions ne sont pas diffuse´es instantane´ment aupre`s des diffe´rents fournis-
seurs 8, la source n’est pas la meˆme 9. L’instance de ressource est donc caracte´rise´e par ces
diffe´rents attributs qui permettent d’identifier plus pre´cise´ment l’information pre´sente, la
valeur de cette donne´e.
Les services ont besoin d’acce´der aux ressources. Nous e´tudierons le lien entre un type de
services et un type de ressources lors de la mode´lisation du service dans le chapitre suivant.
Mais nous pouvons de´ja` remarquer que les instances de services et les instances de
ressources sont des fichiers localise´s sur une machine, tout deux ge´re´s par le fournisseur.
Aujourd’hui, le service installe´ prend connaissance des ressources qu’il peut proposer soit par
un fichier de configuration, soit par une information code´e “en dur” 10. Donc, les instances
de services de´finissent les instances de ressources auxquelles elles ont acce`s.
Exemple : Le fournisseur IBMM dispose d’une base de donne´es SWISSPROT (base de
donne´es ge´ne´raliste de prote´ines, c’est la re´fe´rence en prote´ine) sur son site. Cette base de
donne´es est utilise´e par le programme SRS qui effectue des recherches de bases de donne´es
sur base de mots-cle´s.
Comme pour la donne´e, notre mode´lisation se´pare la donne´e de ses me´ta-donne´es. La
mode´lisation de cette donne´e est pre´sente´e a` la figure 4.4.
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Fig. 4.4 – Mode´lisation de la ressource SWISSPROT (application)
4.2.1 Couple format-type
Dans le cas de la ressource, il nous semble important de conserver l’information sur le
format. En effet, un changement de format n’est pas re´alisable. D’une part, car la taille
des ressources est tre`s supe´rieure a` celle des donne´es 11et qu’un reformatage serait donc
trop long. D’autre part, certains formats ont e´te´ cre´e´s pour optimiser les performances d’un
service. Ainsi, le service BLAST posse`de son propre format.
Comme la ressource est identifie´e par son format, le type de la donne´e peut eˆtre auto-
matiquement de´duit. Cette conclusion simplifie le proble`me en ne prenant pas en compte
la se´mantique de la ressource.
8. Le fournisseur de´cide seul quand il de´sire te´le´charger la dernie`re version de la ressource.
9. Certains fournisseurs ajoutent de l’information qui n’est accessible qu’a` leurs membres.
10. La ressource se trouve dans un endroit pre´de´termine´.
11. La base de donne´es embl contient 40.653.074.943 entre´es.
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Par exemple, la ressource A est de format fasta et :
• un format fasta stocke l’information d’un type sequence
• le type protein est un sous-type de sequence
• le format fasta ne stocke aucune information sur les attributs spe´cifiques de protein.
Seul le code ge´ne´tique et le nom de la se´quence sont stocke´s.
Nous pourrions tirer comme conclusion que la ressource A est de type sequence, or elle est
de type protein. Le type est donc indispensable pour affiner la se´mantique de la ressource.
Cette simplification est courante en bioinformatique car le format est aise´ a` de´couvrir
alors qu’il est tre`s complique´ de de´couvrir automatiquement le type pre´cis de la donne´e. La
ve´rification des parame`tres en entre´e est rarement re´alise´e, le programme essaye simplement
de lire la donne´e : soit il re´ussit, soit il e´choue et un message d’erreur incompre´hensible
s’affiche.
4.2.2 Re´fe´rences
Une base de donne´e contient une se´rie d’entre´es. Chaque entre´e constitue une informa-
tion (avec les annotations). Nous avons voulu prendre en compte cette information sous la
forme du concept de re´fe´rence.
Une re´fe´rence se pre´sente comme embl:P01536 ou` embl est le nom d’une base de donne´e
et P01536 est le nume´ro d’accession ou identifiant. Cette re´fe´rence correspond a` une se´quence
pre´cise dans un type de resource. Ne´anmoins d’apre`s la version de la base de donne´es, les
annotations seront plus ou moins nombreuses 12.
Pre´ce´demment, nous avons pre´cise´ que le biologiste tirait de l’information de sa donne´e
personnelle aupre`s des bases de donne´es. Cette information provient bien suˆr des re´fe´rences.
Le biologiste peut trouver :
– les re´fe´rences exactes. Le biologiste trouve une re´fe´rence correspondant exactement a`
sa donne´e. L’information obtenue dans la re´fe´rence est donc valable pour la donne´e
personnelle.
– les re´fe´rences similaires. Le biologiste trouve une re´fe´rence ayant des points communs
avec sa donne´e. Une partie de l’information sur la re´fe´rence est valable pour sa donne´e,
en faisant certaines hypothe`ses.
Exemple : La donne´e S6A4 MOUSE provient d’une entre´e de base de donne´es. Cette
donne´e sera donc force´ment identique a` une re´fe´rence. Cette information est mode´lise´e a` la
figure 4.5.
La donne´e a e´te´ trouve´e au moyen de SRS, il provient donc d’une ressource avec le
format SRS.
12. Une version plus re´cente peut contenir plus d’informations sur le sens de chaque se´quence.
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Fig. 4.5 – Mode´lisation de la re´fe´rence S6A4 MOUSE (application)
4.3 Etude de cas
Pour mieux comprendre les diffe´rents concepts, nous allons illustrer notre mode´lisation
en reprenant les diffe´rents exemples (voir figure 4.6).
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Fig. 4.6 – Mode´lisation re´capitulative (application)
Grace aux informations disponibles sur sa donne´e dans la base de donne´es SWISSPROT,
l’utilisateur connaˆıt le bout d’ADN codant pour sa prote´ine (cette donne´e est e´galement
stocke´e dans une base de donne´es).
L’utilisateur vient de re´aliser l’exe´cution d’un BLAST et il a de´cide´ que la donne´e
S6A2 MOUSE e´tait similaire a` sa donne´e.
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Ces donne´es sont e´galement pre´sente´es dans notre mode´lisation.
Aujourd’hui, en l’absence d’outil, Bob aurait stocke´ cette meˆme donne´e dans un fichier
et le contenu du fichier correspond a` la figure 1.5. Seule l’information concernant le nom et
la valeur de la se´quence aurait e´te´ conserve´e.
4.4 Conclusion
Le biologiste posse`de des donne´es comme des se´quences. L’interpre´tation de ses donne´es
est le but de ces expe´rience. Nous avons donc re´alise´ une mode´lisation permettant de conte-
nir le plus d’informations pertinentes sur la donne´e. Cette mode´lisation devrait aider le
biologiste dans son interpre´tation de ses donne´es. Elle permet de stocker : les appels de
service, des notes ainsi que des liens vers les diffe´rentes bases de donne´es.
Nous avons e´galement mode´liser les ressources comme les bases de donne´es pour mettre
en e´vidence l’information stocke´e sur le serveur et ainsi accessible a` tous.
Ce chapitre a e´galement mis en e´vidence la difficulte´ du biologiste de ge´rer les nombreux
formats existants. Heureusement, un syste`me distribue´ permettrai de ge´rer ces nombreux
formats, donc le biologiste pourrait se concentrer sur ses expe´riences.
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Chapitre 5
Mode´lisation des services
Le service est un e´le´ment essentiel du syste`me. En effet, il correspond a` l’offre faite aux
utilisateurs. Cette description devra eˆtre re´alise´e par le syste`me avec l’aide de l’auteur et
de fournisseurs.
Dans ce chapitre, nous allons e´tudier les e´le´ments permettant la description d’un service :
sa signature, son outil me´tier (le programme avec lequel il a e´te´ re´alise´) et son traitement
me´tier (la production/transformation qu’il re´alise).
Dans un premier temps, nous e´tudierons des approches existantes de mode´lisation de
services. Nous e´tablirons ensuite notre catalogue de services. Enfin, nous ajouterons les
extensions que l’on peut apporter a` ce catalogue en inte´grant les informations sur le pro-
gramme utilise´ et sur la transformation effectue´e sur les donne´es.
5.1 Mode´lisations de services existants
Aujourd’hui, les institutions acade´miques et de recherche offrent aux particuliers l’acce`s
a` des services principalement via des pages web. Certains fournisseurs de services mode´lisent
leurs services afin de ge´ne´rer des IHM et/ou exprimer des contraintes d’enchaˆınement. Par
exemple : la suite de programme EMBOSS (European Molecular Bioinformatics Open Soft-
ware Suite) est constitue´e d’environ 100 programmes [EBI, 2004c]. Dans le but de ge´rer
l’he´te´roge´ne´ite´, la fac¸on dont l’utilisateur interagit avec le programme (soit ligne de com-
mande, soit interface web ou encore l’aide) est inde´pendante du programme. Pour ge´ne´rer
les diffe´rentes interfaces, chaque programme est de´crit dans un langage spe´cialement conc¸u
pour EMBOSS : le langage ACD (Ajax Command Definition).
D’autres fournisseurs ont adopte´ une autre mode´lisation comme celle adopte´e par le
projet Pise [Pasteur, 2004]. Leur mode´lisation de services a e´te´ e´crite en XML. Les prin-
cipaux programmes de bioinformatique ont e´te´ repre´sente´s dans cette mode´lisation. Parmi
ceux-ci on retrouve les programmes d’EMBOSS, ils ont e´te´ transcrits dans la mode´lisation
de Pise graˆce a` un parseur du fichier ACD; peu d’autres informations ont duˆ eˆtre ajoute´es
manuellement.On pourrait donc dire que la mode´lisation d’emboss est au moins aussi riche
que le langage ACD.
La mode´lisation de services devrait e´galement servir a` ve´rifier les types lors de la cre´ation
d’enchaˆınement de programmes. En effet, Le type d’une donne´e produite est connu mais il
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faut que le programme qui utilise cette donne´e accepte ce type. Le langage ACD ne permet
pas cette ve´rification mais une ontologie est en phase de de´veloppement afin de pallier a` ce
proble`me. Par contre, la mode´lisation utilise´e dans le projet Pise permet cette ve´rification.
5.1.1 Fichier ACD
Cette sous-section constitue le re´sume´ de la re´fe´rence suivante : [EBI, 2004b]
Chaque programme de la suite EMBOSS est caracte´rise´ par un fichier ACD. Il contient
d’abord quelques informations sur le programme :
– une courte description du programme.
– le(s) groupe(s) : constitue(nt) une(des) re´fe´rence(s) a` un classement construit par
l’homme qui essaye de grouper les programmes par fonctionnalite´.
Ensuite, les parame`tres sont de´crits. Pour assurer une plus grande lisibilite´, les pa-
rame`tres sont regroupe´s en sections : input, required, advanced, output. Cette division pour-
rait eˆtre utilise´e pour ge´rer les diffe´rents profils d’utilisateurs. Le de´butant ne serait inte´resse´
que par les sections input et output, tandis que l’expert de´sirerait avoir acce`s a` tous ces
parame`tres.
Pour de´crire les parame`tres, on dispose des attributs suivants :
– type.
Pour constituer le type du parame`tre, il faut se baser sur le genre du parame`tre :
argument en entre´e ou en sortie et l’information exprime´e. Ce type est un type de base
(entier, etc.), un type biologique, graphique, etc. En se basant sur le type, EMBOSS
est capable de lire et d’e´crire la donne´e dans une se´rie de formats. Cet attribut est le
seul obligatoire.
– information : de´finit le nom du parame`tre pre´sente´ a` l’utilisateur.
– default : donne la valeur par de´faut.
– description : explique le roˆle du parame`tre.
– missing : indique si l’attribut peut prendre la valeur null.
– standard : indiques si la valeur est obligatoire ou non.
ainsi que d’autres attributs n’ayant pas d’inte´reˆt dans cette analyse.
Il existe e´galement d’autres attributs propres a` chaque type. Ils permettent de rajouter
des contraintes sur le type. Par exemple pour le type entier, on peut spe´cifier un minimum
et/ou un maximum.
Le langage ACD n’est pas qu’une simple e´nume´ration des proprie´te´s,il permet e´galement
d’exprimer des expressions logiques. En effet, des ope´rations basiques ont e´te´ inte´gre´es dans
ce langage tel que les ope´rations arithme´tiques et les ope´rations conditionnelles (ope´rations
sur les boole´ens, if then else et le case). Ces ope´rations sont effectue´es sur des constantes
et sur des attributs calcule´s a` partir des diffe´rents parame`tres du service. On peut ainsi
de´finir la valeur par de´faut d’un parame`tre b comme e´tant la moitie´ de la longueur de la
se´quence a. Ces expressions sont tre`s utiles pour exprimer les valeurs par de´faut, les va-
leurs de contraintes ainsi que pour exprimer si un parame`tre doit eˆtre pre´sente´ a` l’utilisateur.
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Chaque type posse`de e´galement des attributs qui peuvent eˆtre fixe´s dans la ligne de
commande. Ils permettent a` l’utilisateur de parame´trer chacun des arguments du service.
Ainsi, on peut de´finir pour une se´quence (chaˆıne de caracte`res) son de´but et sa fin, le pro-
gramme ne prendra en compte qu’une partie de la se´quence (sous-chaˆıne de caracte`res).
Actuellement les IHM prennent en compte ces attributs en fournissant pour chaque argu-
ment plusieurs champs de saisie.
Pour conclure, nous formulerons quelques critiques. On constate que ce langage est fort
riche : e´norme´ment d’informations ont pu eˆtre exprime´es mais certaines informations ne
sont pas utilise´es. Par exemple, peu d’interfaces graphiques savent calculer les expressions
logiques, elles ne sont donc pas value´es.
D’autres informations sont mal exprime´es, donc non utilisables, car la se´mantique exacte
des attributs n’est pas de´finie. Ainsi, aucune re`gle n’a e´te´ e´tablie pour ranger un parame`tre
dans une section plutoˆt que dans une autre. L’appre´ciation de´pend de la personne qui re´dige.
Enfin, cette mode´lisation a e´te´ principalement axe´e sur les utilisateurs expe´rimente´s.
La masse d’options (comme les attributs que l’on fixe a` la ligne de commande), tre`s utile
a` l’expert, ge´ne`re des interfaces qui de´couragent les utilisateurs de´butants et normaux. Il
faut donc pre´voir pour un meˆme service diffe´rents profils qui mettront ainsi les interfaces
de services a` la porte´e de tous les types d’utilisateurs.
5.2 Mode´lisation de notre catalogue de service
Cette section est base´e sur la premie`re architecture re´alise´e dans le cadre de
[Buyle et Dallons, 2003]
Nous souhaitons inte´grer dans notre catalogue non seulement les types de services of-
ferts a` l’utilisateur mais e´galement les diffe´rents emplacements proposant ces services et
enfin inte´grer les informations enregistre´es lors d’un appel a` un service. De telle sorte que
notre catalogue serve a` la recherche de services (recherche par l’utilisateur, mais aussi par
le syste`me pour trouver la meilleure localisation pour un service donne´), a` la ge´ne´ration
d’IHM, a` la construction d’enchaˆınement de services et a` la re´-exe´cution d’appel.
Nous allons analyser les diffe´rents e´le´ments constitutifs du catalogue :
– le service : autrement dit une application, celle-ci est caracte´rise´e par ses parame`tres,
etc.;
– le lien avec les ressources : comment un service connaˆıt les ressources qui pourront
lui eˆtre utiles;
– l’instance de service installe´e : correspond a` une application sur une machine
pre´cise, celle-ci est caracte´rise´e par sa localisation, etc.;
– l’instance de service invoque´e : correspond a` un appel re´alise´ par un utilisateur.
Les caracte´ristiques d’un appel sont les valeurs des parame`tres, les re´sultats obtenus,
l’e´tat de terminaison, etc.
Apre`s avoir constitue´ un catalogue classique, nous allons examiner les spe´cificite´s de la
bioinformatique en terme d’outils me´tier, de traitements me´tier et les implications dans la
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mode´lisation de notre catalogue.
Notre approche ite´rative sera comple´te´e par des sche´mas entite´-association qui e´volueront
avec les e´le´ments ajoute´s.
Pour simplifier ces diffe´rents sche´mas, seule l’information pertinente est repre´sente´e. Les
e´le´ments ajoute´s au sche´ma sont repre´sente´s en rouge. Enfin, un sche´ma re´capitulatif se
trouve a` la fin du chapitre (page 68).
5.2.1 Service
La figure 5.2 (page 49) repre´sente notre mode´lisation du service.
D’abord, nous allons supposer qu’un service correspond a` un programme comme dans
la mode´lisation ACD. Nous pouvons donc repre´senter ce programme par une se´rie de ca-
racte´ristiques : son nom, sa fonction, etc.
Cette fonction se de´finit par une signature qui est l’ensemble des me´ta-donne´es de chacun
de ses parame`tres tant en entre´e qu’en sortie.
En biologie, les programmes transforment des donne´es ou produisent de nouvelles donne´es.
L’utilisateur a acce`s a` des parame`tres lui permettant d’influencer cette transformation ou
production mais l’information principale reste le flux de donne´es. On peut repre´senter cela
par la figure 5.1.
input output
autres parametres
service
Fig. 5.1 – Repre´sentation du service par les biologistes
La signature du service sera donc de´finie comme :
f(input, autres parame`tres 1) = output
La figure 5.2 propose une mode´lisation de cette information en re´partissant les pa-
rame`tres en trois cate´gories. Une signature demande des donne´es pour en produire de nou-
velles en utilisant d’autres donne´es pour influencer le comportement de l’algorithme. Les
donne´es influenc¸ant le processus sont, en ge´ne´ral, des donne´es moins significatives biologi-
quement.
Dans le chapitre 3, nous avions introduit deux vues du service : une ge´ne´rale reprenant
les caracte´ristiques et une utilisateur de´crivant ses attentes.
Cette distinction entre la vue ge´ne´rale du service et la vue de l’utilisateur se fait au
niveau de la signature. Un service peut posse´der plusieurs signatures qui de´crivent chacune
un niveau de connaissance : de´butant, normal ou expert. La signature de niveau normal est
1. L’ensemble autres parame`tres reprend les e´le´ments des sections : normal, advanced dans la mode´lisation
ACD.
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Fig. 5.2 – Mode´lisation de services
obligatoire de sorte que tout service posse`de au minimum une signature.
Ces signatures doivent de´couler l’une de l’autre autrement dit :
• service ◦ niveau de´butant ◦ simplifie = service ◦ niveau normal
• service ◦ niveau expert ◦ comple`te = service ◦ niveau normal
Chaque signature est donc une simplification ou une ge´ne´ralisation d’une autre signature
du service. Cette simplification ou ge´ne´ralisation de signature doit eˆtre documente´e par
des caracte´ristiques. Ces caracte´ristiques permettent, a` partir d’une signature, de retrouver
l’autre.
Supposons un service X, celui-ci pourrait eˆtre de´crit (par exemple) par ces signatures :
1. une signature de niveau normal :
fn (α , δ ,  , ζ [0− 1]) = γ , ι
2. une signature de niveau de´butant :
fd (α , β) = γ
• caracte´ristiques de de´rivation :
“ if (β == 0) then δ= 2, = 4
else δ= 1, = 6 ”
La signature 2 simplifie la signature 1, la rendant plus accessible pour les de´butants. Cette
signature simplifie´e est toujours exprimable dans la signature comple`te par la transforma-
tion stocke´e dans les caracte´ristiques de de´rivation.
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L’entite´ Attribut Meta Data exprime les me´ta-donne´es des parame`tres de la fonction.
Ces me´ta-donne´es sont des donne´es sur les donne´es (ou parame`tres), elles sont compose´es
des informations suivantes :
– nom : nom du parame`tre.
– description : courte explication du parame`tre.
– obligatoire : parame`tre obligatoire ou non.
Si un attribut descriptif est obligatoire alors chaque service doit posse´der cet attribut.
– valeur par de´faut : valeur utilise´e si l’utilisateur ne spe´cifie pas de valeur.
– type : type de donne´e.
– contraintes : expression logique permettant de limiter le domaine des parame`tres
(dans le cas des input, les contraintes sont les pre´-conditions).
Ces contraintes peuvent exprimer un lien avec les types de donne´es, ainsi les e´le´ments
de CONTRAINTE SUR ENTIER repre´sentent les contraintes sur le domaine entier.
Ces champs doivent pouvoir eˆtre remplis sous la forme d’un petit langage basique
(similaire a` celui de l’ACD). En effet, les informations exprimables avec ce langage sont
inte´ressantes : elle permettent de fixer dynamiquement les caracte´ristiques 2 d’un parame`tre
en fonction des autres parame`tres du service.
Pour profiter efficacement de ces expressions, une mise a` jour des contraintes doit eˆtre
effectue´e lors des appels. Supposons les contraintes suivantes de´finies pour le service X :
– typeα = any (protein ou nucleotide)
– typeδ = if(typeα = protein) then protein else nucleotide
tant que le parame`tre α n’a pas e´te´ e´value´, les valeurs accepte´es pour δ sont de type any.
De`s que l’utilisateur introduit une valeur pour α de type protein, les valeurs accepte´es pour
δ seront de type protein, et ce tant que le type de α reste protein.
Enfin, un service est de´crit par des attributs qui sont eux-meˆmes de´crits par l’entite´
Description Fonctionnels. La table 5.1 reprend quelques e´le´ments descriptifs d’un ser-
vice.
nom description type obligatoire valeur
par
de´faut
contraintes
nom nom du service string oui
description description du service string
traitement me´tier production/transformation
de donne´es
algorithme algorithme utilise´ algorithme
pre´cision pourcentage indiquant si
la pre´diction est juste
entier
champs d’application domaine ou` le service est
utile
Tab. 5.1 – Description fonctionnelle d’un service
2. Les caracte´ristiques sont : la valeur par de´faut, le type, la pre´sence d’un parame`tre, les bornes du
domaine, etc.
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5.2.2 Lien ressource-service
L’utilisateur doit, en ge´ne´ral, utiliser un service pour acce´der aux ressources comme
par exemple un service de recherche,... Les services ont e´galement besoin d’acce´der a` des
informations stocke´es sur le serveur 3.
Un service de´sirant acce´der a` une ressource doit de´finir le type d’informations dont il a
besoin ainsi que les formats qu’il sait lire. Ces informations permettront de de´finir l’ensemble
des types de ressources acceptables (voir figure 5.3).
De´finir les ressources acceptables sur base du type et du format est une solution plus
comple`te que de de´finir les ressources acceptables directement, autrement dit avoir une as-
sociation many-to-many entre service et type de ressources.
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Fig. 5.3 – Lien du service avec les ressources
Supposons un service de recherche : X, celui-ci a un parame`tre α de type Y qui accepte le
format Z. Aujourd’hui, pour le parame`tre α, l’utilisateur a le choix entre une se´rie de bases
de donne´es ou ressources disponibles pour ce service pour effectuer sa taˆche. Le fournisseur
re´alise donc un lien direct entre le service et les ressources. Nous pouvons donc de´finir :
A = {ensemble des ressources de type Y encode´es dans le format Z}
B = {ensemble des ressources propose´es pour α dans le service X}
• avec B ⊆ A
sinon l’ensemble A contient des e´le´ments qui ne sont ni de type Y , ni de format Z et
donc la de´claration du parame`tre α est errone´e et doit eˆtre corrige´e,
ou certaines ressources de B ne seront pas accepte´es par le service X.
• Tous les e´le´ments de A sont acceptables car le service X est capable de les lire (syntaxe
identique) et la se´mantique est identique.
3. Le service BLAST a besoin d’acce´der a` une base de donne´es. Un programme d’alignement a besoin
d’acce´der au fichier contenant la matrice de substitution.
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La liste des ressources n’est donc plus de´pendante d’un service. Ce qui va permettre
une gestion inde´pendante et plus aise´e des ressources par l’administrateur et va, de plus,
permettre a` l’utilisateur d’avoir une vue claire de ce qu’il pourrait re´aliser.
5.2.3 Instance de service
La figure 5.4 (page 52) repre´sente le catalogue de service inte´grant le concept d’instance
de service.
Nous introduisons ici le concept de localisation. En effet, un service peut eˆtre disponible
sur diffe´rentes machines. Chacune de ces machines ayant des caracte´ristiques diffe´rentes :
un proprie´taire, une certaine performance, etc. Ces caracte´ristiques seront repre´sente´es par
des attributs non fonctionnels 4.
Ces diffe´rentes caracte´ristiques seront importantes pour choisir la meilleure instance
e´tant donne´ un service et des exigences de l’utilisateur (par exemple : gratuit et assez ra-
pide).
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Fig. 5.4 – Mode´lisation d’instances de services
Le service de´finit les attributs fonctionnels ainsi que les valeurs que ces attributs peuvent
prendre, l’instance de´finit les diffe´rentes valeurs de ces attributs.
4. Ces attributs sont appele´s non fonctionnels car leurs impacts ne sont pas directs sur la fonctionnalite´
offerte a` l’utilisateur.
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Cela permet, par exemple, au service de de´finir sa consommation CPU 5 mais la valeur
de cet attribut peut eˆtre modifie´e d’apre`s les capacite´s de la machine sur laquelle le service
est installe´.
L’attribut dynamique a e´te´ ajoute´ pour tenir compte des attributs qui changent souvent
comme l’attribut occupe´. En jugeant un attribut dynamique, l’administrateur de´le`gue au
syste`me le devoir de mettre a` jour l’attribut lors de chaque e´volution.
La table 5.2 reprend les principaux attributs non fonctionnels des instances de service.
nom description type obligatoire valeur
par
de´faut
contraintes dynamique
proprie´taire fournisseur d’acce`s
installation type de machine
performance mesure des performances
du service sur la machine
occupe´ disponibilite´ imme´diate
pour exe´cuter un appel
oui
version version du service
Tab. 5.2 – Attribut non fonctionnel d’une instance de service
Remarque : pourquoi conside`re-t-on la version comme un parame`tre de l’instance et non du
service? Car un changement de version peut avoir deux conse´quences : soit la fonctionnalite´
a change´, soit des le´ge`res modifications ont e´te´ apporte´es au code. Dans le premier cas, un
nouveau service sera cre´e´. Dans le second cas, on conside`re que le service offert reste le
meˆme.
Nous avons de´ja` de´fini qu’une instance de service e´tait capable communiquer avec une
instance de ressource si celle-ci se trouvaient sur la meˆme machine (par un lien many-to-
many entre instance de service et instance de ressource).
Une instance de service dispose donc d’un ensemble de ressources qui posse`de la proprie´te´
suivante :
A = { ressource de type Y et de format Z}
B = {instance ressource de type Y et de format Z accessible depuis l’instance de
service X}
B ⊆ A, avec X, Y et Z quelconques
Tout naturellement, le choix du service de´pendra des attributs non fonctionnels et des
instances de ressources disponibles sur la machine. En effet, l’utilisateur souhaite re´aliser
le service X avec un type de ressource Y comme valeur a` un parame`tre. Seules les instances
de service X posse´dant une instance de la ressource Y pourront eˆtre choisies.
5. Pour de´finir sa consommation CPU, le fournisseur cre´e un attribut non fonctionnel avec comme valeur
par de´faut la valeur de´sire´e.
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5.2.4 Appel de service
La figure 5.5 (page 54) repre´sente le catalogue comprenant e´galement les informations
sur les appels des diffe´rents utilisateurs.
L’utilisateur est enfin capable de faire un appel a` un service. Ces informations vont per-
mettre de re´aliser des audits du syste`me, d’enregistrer les conditions d’expe´rience; celles-
ci vont permettre de re´pe´ter l’expe´rience de telle fac¸on qu’elles fournissent les meˆmes
re´sultats 6. Nous avons besoin de connaˆıtre :
– les valeurs des parame`tres d’input
– les valeurs des parame`tres d’output
– toutes les informations sur le programme utilise´ : correspond aux informations sur
SERVICE et INSTANCE SERVICE.
– l’e´tat de l’appel (EN COURS, FINI, etc.)
– les erreurs survenues
– la date de l’appel
– l’utilisateur initiateur de l’appel.
×5Ø Ù
Ú Ø Ú
Û#Ü(Ý Þ(Ý ß5à#Ü(Ý á
Ù
×5Ø Ù
Ú Ø Ú
âã$á$ä#Û#åÜ(Ý á
Ù
Ú Ø Ú
× Ø Ù
æHç5è è é ê ë
Ú Ø Ú
× Ø Ù
æHç5è è é ê ë
× Ø Ù
Ú Ø Ú
æ5çHè è é ê ë
Ú Ø Ú
æ5ì ç æ5çHè ë
×5Ø Ú
ë è íHæ ì ç æ5ç5è î ëæHï ì
ð5ñ ò5ë ï óð5ç ì ô)ï õ
×5Ø Ú
×5Ø Ú
ð5ñ ò5ë ï ó)ë ö æHë ì í
× Ø Ú
× Ø Ú
ð5ñ ò5ë ï óê5ë ÷ ó í ï ð í
× Ø Ù
ë è íHñ ðHè í ï ð5ø ñ îæHï ì
Ú Ø Ú
ñ ðHè í ï ð5ø ñ ë
Ý
Ù
ßHÜà
Ù
åÝ à#Ü(Ý á
Ù
Ú Ø Ú
× Ø Ù
ñ ðHè í ï ð5ø ñ ï í ñ ç ð
×5Ø Ù
Ú Ø Ú
ñ ðHè í ï ð ø ñ ï í ñ ç ð
Ú Ø Ú
×5Ø Ù
ñ ðHè í ï ð5ø ñ ï í ñ ç ð
× Ø Ù
Ú Ø Ú
ä#ùúdà
Ù
äù
×5Ø Ù
ê5î û ñ ð ñ í
× Ø Ú
ë è íê î û ñ ð5ñ æHï ì
äù(üÝ
Ù
Ý Ü(Ý á
Ù
×5Ø Ù
ì î ï õ ñ è ë
Ú Ø Ú
ë è í5ì î ï õ ñ è îæHï ì
àââùÞ
â
â
ß5ùãýÝ å&ù
ñ ê
ð5ç ô
ñ êþ ñ ê
âàãàúdù(Üãù0äß  ù(Ûã$Ý ß5Ü(Ý $Û#ù
á$ÛÜâÛÜ
Ý
Ù
Üùãüà#å&ù0Û#Ü(Ý Þ(Ý ß à#Üù(Ûã
ë ö5ï ø í
Ø Ú
þ ð ñ ò5ë ï óê5ë ÷5ó í ï ð í 
ß ù(ãý#Ý å(ù
ð ñ ò5ë ï ó#ð5ç ì ô)ï õ  æ ì ç æHç5è ë
ð ñ ò5ë ï óë ö æ5ë ì í 
ß5ùãý#Ý å&ù
Ý
Ù
ßHÜà
Ù
å&ù0ä#ùgß ù(ãý#Ý å&ù
ô)ï ø 5ñ ð5ë
ñ êHþ ô)ï ø 5ñ ð5ë
Ý
Ù
ß5Üà
Ù
åÝ à#Ü(Ý á
Ù
 ë è íñ ðHè í ï ð5ø ñ î$æ5ï ì
Ý
Ù
âÛ#Ü
ä#ù&ßHå(ã$Ý âÜ(Ý á
Ù
üá
Ù
åÜ(Ý á
Ù#Ù
ù(ÞÞù
àÜ&ÜãÝ ÛÜ
ò ï õ ë ó ì
à#Ü(Üã$Ý ÛÜ
ò5ï õ ë ó ì
à#Ü(Üã$Ý ÛÜ
Ù
á
Ù
üá
Ù
åÜ(Ý á
Ù#Ù
ù(Þ
à#Ü(ÜãÝ ÛÜ0údù(Üàäá
Ù#Ù
ù(ù
ñ ê
ð5ç ô
ê ë è ø ì ñ æ í ñ ç ð
ç ÷Hõ ñ  ï í ç ñ ì ë
ò5ï õ ë ó ìæ5ï ìê5ë û ï ó í 
× Ø Ú 
ñ êþ ñ ê
à#Ü(ÜãÝ ÛÜ0üá
Ù
åÜ(Ý á
Ù#Ù
ù(Þ
à#Ü(Üã$Ý Û#Ü
ò5ï õ ë ó ì
àââù(Þ
ä#ùgß5ùãý#Ý å&ù
ñ ê
ê ï í ë$ï æ æHë õ
ó í ñ õ ñ è ï í ë ó ì
î í ï í
ë ì ì ë ó ì è 
×5Ø Ú 
ñ êHþ ñ ê
Fig. 5.5 – Mode´lisation d’un appel de service
6. Le stockage des informations sur une exe´cution permet de cre´er un e´quivalent fonctionnel au cahier de
laboratoire. Durant chacune de ses manipulations dans son laboratoire, le biologiste e´crit pre´cise´ment les
diffe´rentes e´tapes ainsi qu’e´ventuellement les e´le´ments qui ont fait rater ou re´ussir son expe´rience.
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5.2.5 Etude de cas
La figure 5.6 reprend la mode´lisation du service BLAST. Ce service propose a` l’utilisa-
teur deux signatures : une de niveau de´butant, l’autre de niveau normal.
Deux fournisseurs proposent ce service : l’IBMM et l’EBI. Les fournisseurs garantissent
la meˆme performance que le service, cet attribut n’est donc pas rede´fini par les instances.
La version fait partie de la fourchette fixe´e par le service. Seule l’instance de service I156432
a acce`s a` une instance de ressource, elle est donc la seule capable aujourd’hui de re´aliser un
appel avec comme parame`tre : la resource SWISSPROT.
L’utilisateur Bob a d’ailleurs re´alise´ un appel sur cette instance de service. Cet appel est
maintenant termine´ et s’est produit sans erreurs. On retient les diffe´rents parame`tres remplis
par l’utilisateur pour lui permettre de re´-exe´cuter son appel dans les meˆmes conditions (avec
le meˆme service et le meˆme type d’instance).
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Fig. 5.6 – Mode´lisation du service BLAST, d’instances et d’un appel (application)
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5.3 Outils me´tier
Aujourd’hui, l’approche employe´e par les fournisseurs de services est ge´ne´ralement une
approche oriente´e outils me´tier ou programme, autrement dit une interface correspond a` un
programme.
De plus, ces programmes sont souvent regroupe´s en package et les interfaces correspon-
dant a` ces programmes sont similaires.
Ces informations sont donc essentielles dans l’utilisation actuelle de la bioinformatique.
Ces e´le´ments doivent donc eˆtre inte´gre´s dans notre catalogue de service. De plus, il nous
semble essentiel de relier les e´le´ments a` leur fonction et de ne plus conside´rer un programme
comme un service. Le programme permet de re´aliser le service. Le service est ce qu’on offre
a` l’utilisateur.
Nous allons d’abord e´tudier la diffe´rence “programme-service”. Nous e´tudierons ensuite
l’information apporte´e par le concept de package.
5.3.1 Programme offrant plusieurs services
La figure 5.7 (page 57) repre´sente une e´volution de notre catalogue, si nous conside´rons
qu’un programme offre non plus un service mais plusieurs.
Un programme peut permettre la re´alisation de plusieurs taˆches. Ces taˆches sont re-
groupe´es car elles sont algorithmiquement semblables 7. On peut ainsi trouver un algorithme
(TCoffee) qui :
– calcule un alignement
– e´value un alignement
– combine des alignements
Il nous semble plus inte´ressant de proposer aux utilisateurs un acce`s a` des services plutoˆt
qu’a` des programmes (ou outils me´tier).
Tout d’abord, l’optique outils me´tier n’est pas suffisante pour re´ve´ler a` l’utilisateur les
taˆches re´alisables. En effet, le nom du programme n’est pas re´ve´lateur des taˆches qu’il est
capable de re´aliser et certaines fonctionnalite´s du programme peuvent eˆtre cache´es.
Ensuite, il nous semble plus facile pour l’utilisateur de raisonner en terme de taˆches (“je
veux faire cela”) qu’en terme de programme a` utiliser. Nous pensons donc que cette ap-
proche permettra de re´duire la distance entre les objectifs de la personne et la pre´sentation
du service, cette distance est appele´e golfe d’exe´cution 8.
Pour mettre en place un acce`s a` des services, l’entite´ service a donc e´te´ divise´e en
deux : d’une part, l’imple´mentation, elle correspond a` la repre´sentation du programme (ex :
TCoffee) et d’autre part, le service qui correspond a` ce qu’on offre a` l’utilisateur (ex: calculer
un alignement multiple, e´valuer un alignement, combiner des alignements,...)
De meˆme l’entite´ instance de service a e´te´ divise´e. Ces nouvelles entite´s sont repre´sente´es
dans la figure 5.7. Les e´le´ments en bleu et en vert sont respectivement les caracte´ristiques
7. Ces taˆches ont une majorite´ de lignes de code en commun.
8. Un golfe d’exe´cution correspond a` la distance entre les objectifs de la personne et les variables d’action
du syste`me physique, autrement dit entre la taˆche que l’utilisateur veut accomplir et ce que le syste`me lui
propose [Bodard, 2002].
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Cela permet a` l’imple´mentation de de´finir le programme utilise´ 9 afin que le service ne
doive plus rede´finir cette valeur.
La de´finition du service se base sur la description fonctionnelle et les diffe´rentes inter-
faces utilisateur (ou signatures).
Les diffe´rents services d’une meˆme imple´mentation posse`dent de´sormais leurs propres
signatures et leur propre description fonctionnelle. Ne´anmoins, ces diffe´rents services pro-
viennent de la meˆme imple´mentation, ils doivent donc avoir des caracte´ristiques communes.
Soit la de´finition suivante : S(i) = l’ensemble des services re´alise´s par l’imple´mentation
i, alors la contrainte sur les caracte´ristiques peut eˆtre exprime´e comme:
∃ s ∈ S † descriptions
10 =
⋃
x ∈ S
descriptionx
∩ ∀ x ∈ S, signatures
11 est ge´ne´ralisation de signaturex
Autrement dit, au moins un service reprend toutes les caracte´ristiques des autres services
offerts par la meˆme imple´mentation. Ce service peut eˆtre conside´re´ comme la “somme” des
autres, il correspond a` la signature de l’imple´mentation.
Les attributs non fonctionnels : nous conside´rons qu’ils sont principalement de´pendants
des caracte´ristiques de l’algorithme et des caracte´ristiques de la machine(voir tableau 5.3).
Nom Lien avec l’outil me´tier
proprie´taire proprie´taire des services est aussi proprie´taire du programme
installation type de la machine
performance mesure des performances du programme sur la machine. Nous fai-
sons l’hypothe`se que le code est relativement homoge`ne, donc un
calcul d’alignement prend autant de temps qu’une validation de
re´sultat
occupe´ disponibilite´ imme´diate pour exe´cuter un appel 12
version version du service est aussi la version du programme
Tab. 5.3 – Attribut non fonctionnel d’une instance d’imple´mentation
Pour cette raison, l’entite´ imple´mentation fixera les attributs non fonctionnels et l’ins-
tance d’imple´mentation les instanciera.
Il ne sera donc pas possible de trouver deux instances de services provenant de la meˆme
imple´mentation avec, par exemple, deux nume´ros de version diffe´rents. Le catalogue ne
pourra donc pas eˆtre incohe´rent.
9. L’imple´mentation fixe un attribut qui prend comme valeur par de´faut son nom et qui n’accepte que ce
nom comme valeur.
10. sdescriptions correspond a` la description du service s.
11. signatures correspond a` la signature du service s.
12. Cette disponibilite´ de´pend aussi des autres programmes installe´s sur la machine.
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Afin de mener une politique de diffe´renciation (en terme de prix, etc.) entre les attri-
buts non fonctionnels de diffe´rents services ayant une meˆme imple´mentation, le fournisseur
peut de´finir la valeur par de´faut, les valeurs possibles de l’attribut a` l’aide du langage de
description.
Ainsi un fournisseur, de´sirant interdire l’acce`s au service X, fournira comme contrainte
a` l’attribut occupe´ : if(service == X) then Y ES 13.
5.3.2 Notion de package.
Aujourd’hui, certains auteurs regroupent leurs services en package (ou suite de pro-
grammes). Cette information est devenue importante pour l’utilisateur car ces programmes
sont regroupe´s sur un meˆme point d’acce`s (une meˆme adresse web).
Comme deux meˆmes instances d’un meˆme package contiennent exactement les meˆmes
imple´mentations, il pourrait eˆtre inte´ressant de rajouter une entite´ package (voir figure
5.8) afin de faciliter le travail d’encodage lors de l’installation d’un certain package dans la
fe´de´ration.
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Fig. 5.8 – Mode´lisation d’un package
Cette solution n’apporte que peu d’informations surtout si l’on conside`re que l’informa-
tion ajoute´e n’est utile fondamentalement que lors d’une installation. En effet, le package ne
donne aucune indication sur la description d’un service ou sur les attributs non fonctionnels
d’une instance de service.
Ne´anmoins, l’utilisateur a besoin de cette information mais au meˆme titre que la taˆche
du programme (description du service). Nous pouvons donc introduire le nom de package
comme un attribut descriptif du service.
5.3.3 Etude de cas
BLAST est un programme permettant de rechercher dans une base de donne´es toutes les
se´quences similaires a` une se´quence requeˆte. Le premier parame`tre demande a` l’utilisateur
de choisir parmi des “ sous-service ”: blastp permet, a` partir d’une prote´ine, de trouver
des prote´ines similaires dans une base de donne´es et blastn permet la meˆme ope´ration mais
13. Si le service demande´ est X, alors re´pondre qu’il est occupe´.
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pour les nucle´otides.
Nous allons donc de´finir dans notre catalogue de services (voir figure 5.9) : l’imple´mentation
BLAST qui proposes deux services 14 : blast (prend en entre´e prote´ines et nucle´otides) et
blastp (prend uniquement en entre´e des prote´ines).
On constate d’abord une simplification dans les signatures. En effet, le premier pa-
rame`tre : c n’apparaˆıt plus dans le service blastp : il a e´te´ fixe´ a` la valeur blastp.
Ensuite, l’imple´mentation a de´ja` de´fini les attributs de description : traitement, algorithme
et pre´cision. De sorte que les services ne doivent plus les de´finir.
âã#ä åæç èflé åê%ä ë ì ë íèä å êæ
î8ïffð ñò%óô õflö ÷bøù ú ûLüffýþ ó ï ô ß +ý#þ ó ï ô ò

 
ïff÷+õ%÷ò#û÷ Aïff÷+õ#÷ò#û÷
	 ù +ö Aóô
	pù  ö Lóô   ffþ ð ï ô ÷#üï ÷flõ%÷ò%û ÷

fibåíffé+æë flä ë ffiflãIç ffi%ãéä ë ffiflãffiãå ì ì å
îô ö ó ð ô ÷A÷òô~ø ö ÷ û #÷ö û #÷\ßóö
ï ð Lð þ óö ð ô !
î2óþ ñ"+öffð ô "L÷bø	#$
îßö%!û ð ïffð  òIøflù óð ý#þ ÷
â
&ffflì '&-åã#ä èä ë ffiflã
î2ð (Aø) *,+.-/021
3$0
îò"4zø	567$
âã#ä åæç èflé åê%ä ë ì ë íèä å êæ
î8ïffð ñò%óô õflö ÷bøù ú bß%ö  ô ÷ð ò#÷ 
ßflö%+ô ÷ ð ò%÷ 	8 ù  ö Lóô$9	5:"
ù +ö Oóô   ;þ ð ï ô ÷%üffß%ö +ô ÷ð ò#÷

âã#ä åæç èflé åê%ä ë ì ë íèä å êæ
î8ïffð ñò%óô õflö ÷bøù ú bß%ö  ô ÷ð ò#÷ 
ßflö%+ô ÷ ð ò%÷ 	8 ù  ö Lóô$9	5:"
ù +ö Oóô   fl÷
flß#÷ûô <"=#ó þ õ%÷ð òflô  >?+ö%(<2ï ð +÷
ð òô @;þ ð ï ô ÷%üffß%ö  ô ÷ ð ò%÷

A
å+æCB#ë éå
î2ð (Aø4#1C30.D$E
îò".zø	:$F
î@(fl÷+ï ûöffð ßflô ð +òIøflïff÷ö =#ð û ÷\ß÷ö L÷ô ô óòflô2(fl÷
ô ö% õ4=%÷ö#(fl÷+ï8ßö%+ô ! ð ò#÷+ï?ïffð Ið þ ó ð öff÷ ï#(flóò#ï
õò#÷:ý#ó ïff÷G(fl÷G(.+òflò"! ÷+ï
H
ä ä æë Iêä íãffi%ãAç ffiflãffiéä ë ffi%ããffiåì í
îßö%+ß%ö ð !ô óð öff÷bø"J J J
î2ð òï ô óþ þ óô ð  ò-ø"J J J
îß%÷ö ù  ö Aóò#û ÷bø4!þ ÷
="! ÷
î@ û ûõflß!5øK:L
î=%÷öïffð +ò-øffiü 3î /  J J J   3#î E

âã#ä åæç èflé åê%ä ë ì ë íèä å êæ
î8ïffð ñò%óô õflö ÷bøù ú ûLüffýþ ó ï ô ß +ý#þ ó ï ô ò


ïff÷+õ%÷ò#û÷ Aïff÷+õ#÷ò#û÷
	 ù +ö Aóô
	pù  ö Lóô   ÷ flß%÷ ûô <$=%ó þ õ%÷<ð òô  
>? ö (<2ï ð +÷Vð òflô 6ff<þ ð ï ô ÷#üï ÷+õ%÷ò%û ÷

A
å+æCB#ë éå
î2ð (Aø4#1C30.D$+
îò".zø	:$
î@(fl÷+ï ûöffð ßflô ð +òIøflïff÷ö =#ð û ÷\ß÷ö L÷ô ô óòflô2(fl÷
ô ö% õ4=%÷ö#(fl÷+ïï !õ%÷ò%û ÷ ïïffð Að þ óð öff÷ ï
(flóò#ï8õflò#÷\ýó+ï ÷5(%÷G(.+òò$! ÷ ï
("!ù ð ò#ð ô
("!ù ð ò#ð ô
ïffð bß#þ ð ù ð ÷
ï ð bßþ ð ù ð ÷
ß%ö +ß$%ïff÷
ò#ð =#÷óõbò$+ö Aóþ
ò#ð =#÷óõbò$+ö Aóþ
ò#ð =#÷óõ7(.!ýflõflô óòflô
ò#ð =#÷óõ:(.!ýflõflô óòflô
ï ð Oß#þ ð ù ð ÷
Fig. 5.9 – Mode´lisation de l’imple´mentation BLAST proposant deux services : BLAST et
BLASTP (application)
5.4 Traitement me´tier
Le traitement me´tier exprime la transformation (ou production) de donne´es. Cette
transformation demande et produit des donne´es. Chaque service re´alise un traitement. Par
exemple, BLAST re´alise une recherche de similarite´, c’est une production de se´quences si-
milaires aux se´quences donne´es en entre´e. De plus, le traitement e´tablit un lien entre les
donne´es (en entre´e et en sortie). Dans le cas de BLAST, le lien est : “similaire a`”.
Le traitement exprime l’action du service. L’utilisateur utilise donc cette information
lors de ses recherches de service. Le traitement est d’ailleurs le premier crite`re de choix d’un
service.
14. En fait, il de´finit trois services : blast, blastp et blastn mais pour ne pas surcharger le sche´ma, nous
avons omis le troisie`me.
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Aujourd’hui, l’information sur le traitement est surtout localise´e dans les classifications
re´partissant les services. Or cette information est fondamentale. En effet, savoir utiliser la
bioinformatique correspond d’abord a` la maˆıtrise des traitements.
Nous aimerions mettre l’accent sur le traitement dans notre catalogue d’abord par l’ajout
d’une classification. Ensuite, nous e´tudierons la possibilite´ de cre´er des services repre´sentant
les diffe´rents traitements.
5.4.1 Classification
Dans l’analyse de la situation actuelle (voir section 3.1), nous avions mis en e´vidence
la classification qui pre´sentait les services d’un fournisseur. Chaque fournisseur propose sa
classification. Par exemple, la figure 5.10 repre´sente une classification des services blast,
blastp et blastn.
 
blastp blast blastn 
: c l a s s e  
 
: s e r v i c e  
 
: g é n é r a l i s e  
 
: s e  t r o u v e  d a n s  
c a t é g o r i e  
 
Smith-
Waterman  blast 
 
pairwise  multiple 
 alignement 
de  
séquences 
Fig. 5.10 – Classification existante des services : blast, blastn et blastp [Wroe et al., 2003]
Or cette classification ne permet pas d’identifier certaines informations sur le service ainsi
blastp demande uniquement des prote´ines et blastn uniquement des nucle´otides. D’autres
classifications prennent en compte le type en entre´e mais omettent suˆrement d’autres infor-
mations.
En bioinformatique, on trouve beaucoup de classifications diffe´rentes car on peut ca-
racte´riser le service par trois axes :
– traitement : correspond a` la cre´ation/transformation de donne´es.
– algorithme : de´crit le processus de re´alisation du traitement. L’algorithme de´crit les
e´tapes, on l’apprend au biologiste pour qu’il comprenne le cheminent de sa donne´e et
qu’il soit capable de re´aliser un petit exemple sur papier.
– donne´e : spe´cifie les donne´es attendues en entre´e.
Chaque fournisseur pioche dans ces diffe´rents axes pour re´aliser sa classification. Pour
construire la figure 5.10, le fournisseur a d’abord utilise´ l’axe traitement puis l’axe algo-
rithme.
Pour constituer toute l’information utilise´e par les fournisseurs pour cre´er la classifica-
tion, il suffit de caracte´riser chaque service par les trois axes.
62 Mode´lisation des services
Prenons un exemple, le service blastp est un service re´alisant un alignement pairwise 15
local, il prend en entre´e deux prote´ines. Le service utilise un algorithme de type blast, cet
algorithme est de type heuristique autrement dit le programme re´pond rapidement mais
le re´sultat est le´ge`rement impre´cis. La triple classification de ce service a e´te´ re´alise´e a` la
figure 5.11.
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Fig. 5.11 – Classification de blastp selon les trois axes
Cette triple classification permet de stocker toute l’information mais fait intervenir trop
de dimensions pour eˆtre utilise´e directement par l’utilisateur.
Les classifications utilise´es par les fournisseurs sont inte´ressantes. Il serait opportun de
pouvoir re´utiliser leurs caracte´ristiques :
– classification multi-axiale. Cette classification me´lange les classes des diffe´rents axes :
traitement, programme, donne´e comme la figure 5.10.
– les multiples possibilite´s. Nous voudrions pouvoir classifier notre catalogue sur base de
plusieurs classifications pour que la classification s’adapte a` la situation de l’utilisateur.
En effet, il est ridicule de proposer a` un biologiste ayant choisi de travailler sur une
prote´ine une cate´gorie de services ne s’appliquant qu’aux nucle´otides.
Pour mettre en place ces caracte´ristiques, nous avons de´fini le concept de type de clas-
sification. Chaque classification est de´finie par un type. Ce type de´finit l’enchaˆınement des
axes de classification ainsi que le niveau de de´tail de ces diffe´rentes cate´gories 16.
Une autre caracte´ristique des classifications de services utilise´es aujourd’hui est leur
re´alisation a priori. La gestion de ces classifications est en ge´ne´ral faite manuellement lors
de l’inscription d’un nouveau service : il peut soit eˆtre place´ dans une cate´gorie existante,
soit il faut cre´er une nouvelle cate´gorie adapte´e a` ce nouveau type de service.
Pour e´viter ce proble`me, la classification ne peut eˆtre inde´pendante du catalogue de ser-
vice mais doit se baser sur les descriptions de service stocke´es dans le catalogue de service.
Le catalogue ge´rera e´galement la hie´rarchisation des diffe´rents axes de classification.
La classification sera donc ge´ne´re´e a` la demande de l’utilisateur sur base d’une liste de
services et d’un type de classification. Les liens entre notre catalogue et la classification sont
15. Un alignement pairwise fait re´fe´rence a` un alignement de deux se´quences.
16. Il n’est pas ne´cessaire de donner trop de de´tails a` un de´butant.
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exprime´s dans la figure 5.12. Nous avons repre´sente´ en bleu les e´le´ments non permanents.
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Fig. 5.12 – Mode´lisation de la classification
L’information sur le traitement et l’algorithme est de´ja` pre´sente dans la description
fonctionnelle. Nous rajoutons un attribut de description fonctionnelle pour les donne´es, cet
attribut sera lie´ a` la signature pour pre´server sa se´mantique.
5.4.2 Service abstrait
Une taˆche peut eˆtre re´alise´e par diffe´rents algorithmes, ainsi diffe´rents algorithmes per-
mettent de trier un tableau comme le tri a` bulles, le tri par insertion, etc. Ces diffe´rents
algorithmes ont des caracte´ristiques comme le temps d’exe´cution. Le programmeur choisira
la technique a` utiliser d’apre`s diffe´rents facteurs comme la taille des donne´es a` traiter.
L’ide´e est la meˆme en bioinformatique. Un service permet de re´aliser une taˆche au moyen
d’un algorithme. Le biologiste doit trouver le service le mieux adapte´ selon une se´rie de fac-
teurs comme la taille de sa donne´e.
Mais en bioinformatique, la taˆche sert de base a` la classification. En effet, la difficulte´ de
concevoir des outils permettant de re´aliser et de visualiser une taˆche biologique, a conduit
les programmeurs a` spe´cifier des taˆches plus simples ne reprenant qu’une partie de la taˆche
biologique. Pour choisir ces taˆches, le biologiste se basera e´galement sur des facteurs comme
le nombre de donne´es.
La figure 5.13 reprend les crite`res de choix pour la taˆche alignement.
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Me´thode facteurs influenc¸ant le choix
alignement
pairwise compare deux se´quences
Si on ne sait pas quel type utiliser toujours utiliser un
alignement local.
dot plot repre´sente sur un graphique les re´gions de similarite´ des
deux se´quences
local compare les se´quences sur la re´gion la plus similaire
smith-waterman tre`s pre´cis et donc lent
water
matcher optimise´ pour les se´quences de grande taille
propose comme re´sultat plusieurs re´gions similaires
blast rapide mais moins pre´cis
blastp prend en entre´e des prote´ines
blastn prend en entre´e des nucle´otides
global compare les se´quences sur leur entie`rete´
multiple compare une liste de se´quences
Fig. 5.13 – Choix d’une me´thode d’alignement
Remarque : seul water, matcher, blast, blastp et blastn sont des services.
Aujourd’hui, des informations du type du tableau pre´sente´ a` la figure 5.13, autrement dit
les informations permettant a` l’utilisateur de choisir le service, ne sont pas apparentes. Le
biologiste trouvera principalement cette information dans des manuels de bioinformatique
(par exemple [Claverie et Notredame, 2003]) ou dans l’aide des programmes.
Nous voulons donner a` l’utilisateur un acce`s clair a` cette information. Pour ce faire,
nous avons ajoute´ cette information sous la forme de deux attributs : nom et description
dans l’entite´ index description (voir la classification, figure 5.12).
En comple´ment, nous pensons cre´er des services abstraits. Un service abstrait correspond
a` une taˆche et re´alise avec l’aide de l’utilisateur le choix du meilleur service concret 17 d’apre`s
les donne´es de l’utilisateur. Ce service abstrait est une alternative a` l’utilisation par certains
biologistes d’un seul programme re´pondant tant bien que mal a` leurs besoins.
De plus, le biologiste utilise peu l’ordinateur, en ge´ne´ral, une fois tous les six mois pour
pre´parer une expe´rience, analyser certains re´sultats, etc. On ne peut donc pas lui demander
de retenir e´norme´ment d’informations. Or, seule l’information ne´cessaire a` la re´alisation de
sa taˆche sera ne´cessaire pour utiliser un service abstrait.
Un service abstrait ne peut eˆtre instancie´ mais il est caracte´rise´ par une signature et une
description. La figure 5.14 repre´sente notre catalogue de service ame´liore´. Les e´le´ments en
vert repre´sentent les caracte´ristiques de tous les services et les e´le´ments en bleu repre´sentent
les caracte´ristiques des services concrets.
Les services abstraits se situeront plus haut dans la classification que les services concrets
car les services abstraits sont moins caracte´rise´s que leurs homologues concrets. Comme
17. Un service concret est un service actuel, lie´ a` une imple´mentation.
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Fig. 5.14 – Mode´lisation des services abstraits
plus proche du haut de la classifications, ces services seront plus accessibles aux utilisateurs
de´butants. Dans cette optique, nous voulons inte´grer dans ces services des informations
sur les bonnes pratiques. Ainsi, le service alignement pairwise permettra a` l’utilisateur de
re´aliser un dot plot et un alignement pairwise local car ces deux programmes apportent des
informations comple´mentaires.
Les caracte´ristiques d’un service abstrait (comme la taˆche) ne sont pas inde´pendantes
des caracte´ristiques des services concrets re´alisant ce service abstrait. En effet, le service
abstrait s’appuie sur les services concrets.
Soit la de´finition suivante, soit S(t) = ensemble des services re´alisant le traitement t,
descriptiont =
⋂
x ∈ S
descriptionx
Par exemple, la description d’un alignement reprendra toutes les caracte´ristiques des ser-
vices permettant la re´alisation de cet alignement 18.
Les liens entre signatures sont plus complexes. Certains services abstraits seront telle-
ment e´loigne´s des services concrets qu’il sera impossible de trouver des liens.
Seul le service abstrait repre´sentant un type d’algorithme peut nous apporter de l’infor-
mation. En effet, le type d’algorithme donne de l’information sur le diffe´rentes e´tapes subies
18. alignement pairwise local ∩ alignement pairwise dot-plot = alignement pairwise
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par les donne´es ainsi que les parame`tres utilise´s pour re´aliser le traitement. Donc dans ce
cas, la signature du service abstrait est une simplification de la signature du service concret
(signatures est une simplification de signaturex ∀ x ∈ S).
5.4.3 Etude de cas
Nous avons voulu faciliter la taˆche de l’utilisateur dans son choix entre water et matcher
(voir table 5.13) pour ce faire nous avons cre´e´ un service abstrait re´alisant l’algorithme
Smith-Waterman (voir figure 5.15).
L’utilisateur pourra donc faire appel au service abstrait Smith-Waterman. Le syste`me
choisira parmi water et matcher le programme le plus adapte´ (d’apre`s la longueur de la
se´quence).
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Fig. 5.15 – Mode´lisation du service abstrait : Smith-Waterman (application)
5.5 Catalogue consolide´
Nous avons re´alise´ dans ce chapitre un sche´ma global (voir figure 5.16) du catalogue de
services. Chaque acteur est inte´resse´ par une vue pre´cise de ce catalogue.
Par exemple, l’utilisateur lors de sa recherche de service est inte´resse´ par l’information
sur le service : sa classification, sa description fonctionnelle (en ce compris le traitement
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et l’outil me´tier utilise´), les attributs non fonctionnels et enfin la signature. Lors de la
parame´trisation du service, il sera inte´resse´ par la signature du service. Enfin a posteriori,
il aura besoin d’acce´der a` l’historique de ses appels pour obtenir de l’information sur une
donne´e, effectuer un rejeu, etc.
5.6 Conclusion
Dans ce chapitre, nous avons d’abord analyse´ des techniques utilise´es aujourd’hui pour
mode´liser les services de bioinformatique, plus particulie`rement le langage ACD.
Nous avons ensuite re´alise´ une mode´lisation des services. Celle-ci permet de mode´liser
tout d’abord notre catalogue de services. Nous l’avons ensuite e´tendue avec des concepts
propres a` la bioinformatique : les outils me´tier et les traitements me´tier. Enfin, nous avons
pre´sente´ l’ensemble de notre mode´lisation.
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Fig. 5.16 – Catalogue de services : vue comple`te
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Figure 5.16 (suite)
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Chapitre 6
Mode´lisation de l’Interface Homme
Machine
Aujourd’hui, les fournisseurs proposent aux utilisateurs une interface (ge´ne´ralement une
page web) permettant l’utilisation de programmes bioinformatiques. Ils ont re´alise´ eux-
meˆmes l’interface 1, ou ont utilise´ des interfaces re´alise´es par un tiers : autre fournisseur,
auteur, etc.
Or, dans notre mode´lisation, l’interface ne de´pend plus du fournisseur, le catalogue de
service contient pour chaque service une interface (ou description IHM ). Cependant, il nous
semble important de laisser aux fournisseurs qui le de´sirent la possibilite´ de re´aliser leur
propre interface. Pour ce faire, il est ne´cessaire de mode´liser l’IHM et d’ainsi de´crire les
e´le´ments que le fournisseur doit re´aliser.
Pour re´aliser notre mode´lisation, nous allons nous baser sur l’architecture fonctionnelle
[Bodard, 2002]. Cette architecture est base´e sur la se´paration en trois types de composants :
pre´sentation, conversation et fonctionnel.
Cette se´paration permet de mettre en e´vidence les flux de communication entre ces
diffe´rents composants (voir figure 6.1).
Composant
Conversation
Composant
Fonctionnel
Composant
Presentation
Anime la
Presentation
Requiert
les services
Fig. 6.1 – Se´paration des diffe´rents composants d’IHM [Bodard, 2002]
1. L’IBMM a re´alise´ pour ses utilisateurs une interface : wEMBOSS [Sarachu et Colet, 2004]. Ce logiciel
open-source disponible sous la licence GNU (General Public License) est une interface web au package de
bioinformatique EMBOSS.
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Pour comprendre ces diffe´rents composants, nous allons analyser leurs fonctions :
1. Le composant conversation a` un double roˆle :
– ge´rer le dialogue (la conversation) avec l’utilisateur en assurant la gestion du
composant pre´sentation qu’il anime
– reque´rir les services de l’application via des appels aux primitives du composant
fonctionnel.
Ce composant joue donc un roˆle me´diateur entre l’interface qu’il controˆle et anime
et le composant fonctionnel qu’il sollicite.
2. Le roˆle du composant pre´sentation est d’organiser la disposition des objets de la
pre´sentation en vue de permettre a` l’utilisateur de re´aliser les actions associe´es a` sa
taˆche.
Ce composant est constitue´ d’un ensemble d’e´le´ments interactifs qui permettent a`
l’utilisateur de re´aliser les actions :
– de saisie ou d’affichage d’informations : champ d’e´dition, etc.;
– de lancement de commande : bouton de commande, menu, etc.;
– de prendre connaissance de messages d’erreurs, de progression, etc.
Dans le paradigme oriente´ objet, chacun de ces e´le´ments :
– re´agit aux sollicitations des utilisateurs par la ge´ne´ration d’e´ve´nements qui sont
destine´s a` signaler tout changement d’e´tat intervenu au niveau de la pre´sentation.
Ces e´ve´nements sont “rec¸us” par d’autres composants, en l’occurrence le com-
posant conversation dans notre architecture, qui re´agit alors en conse´quence.
(se´lection d’un bouton, frappe d’un nouveau caracte`re, etc.)
– offre un ensemble de primitives que les autres composants peuvent appeler.
(obtenir la valeur d’un champs de texte, modifier cette valeur, activer un bouton,
etc.)
3. Le composant fonctionnel met a` disposition du composant conversation tous
les services (les fonctions) que ce composant souhaite solliciter.
Cette architecture permet de localiser plus aise´ment les modifications destine´es a` d’e´ventuelles
ame´liorations. En effet, un changement dans l’interface (comme la taille, la couleur) affec-
tera seulement le composant pre´sentation. De meˆme un changement dans l’enchaˆınement
des feneˆtres 2 affectera seulement le composant conversation.
Cette architecture nous semble inte´ressante. En effet, en se´parant ces e´le´ments, il est
non seulement plus facile de les maintenir mais e´galement de pouvoir disposer de plusieurs
versions d’une interface d’un meˆme service en combinant diffe´rentes pre´sentations et conver-
sations.
Pour mode´liser une interface de service bioinformatique, les aspects composant pre´sentation
(apparence) et composant conversation (interactions avec l’utilisateur) nous semblent les
points cle´s de cette mode´lisation d’IHM. En effet, on peut conside´rer le composant fonc-
tionnel comme standard a` tous les services bioinformatiques. Il comprendrait par exemple
2. Le changement dans l’enchaˆınement n’est possible que si la logique de l’application l’autorise. Il n’aurait
aucun sens de visualiser un re´sultat sans avoir demande´ l’exe´cution du service qui produira ce re´sultat.
6.1. Pre´sentation 73
des fonctions de recherche et d’appel de service, etc.
Nous e´tudierons d’abord le composant pre´sentation, puis le composant conversation.
Ensuite, nous proposerons des outils pour re´aliser cette mode´lisation et ainsi permettre a`
l’utilisateur d’interagir avec un service. Enfin, nous mettrons ce chapitre en rapport avec
notre mode´lisation du service.
6.1 Pre´sentation
Aujourd’hui, le service se pre´sente comme un formulaire permettant a` l’utilisateur de
comple´ter diffe´rents parame`tres et de lancer ensuite l’exe´cution du service. Force´ment, les
interfaces actuelles permettent e´galement a` l’utilisateur de visualiser les re´sultats de ces
exe´cutions.
Dans notre mode´lisation, la pre´sentation de donne´es, de services sera re´alise´e par un
visualisateur. Celui-ci permettra de repre´senter entre autre le formulaire actuel (dans le cas
des services) et sera compose´ des diffe´rents e´le´ments d’IHM : champ de saisie, bouton, etc.
avec lesquels l’utilisateur pourra ensuite dialoguer.
Ne´anmoins, la construction d’un visualisateur ne doit pas eˆtre re´alise´e “from scratch”,
cela prendrait trop de temps. Il faut donc disposer d’outils permettant la re´alisation de ces
visualisateurs.
Le type de la donne´e va influencer la pre´sentation. En effet, la pre´sentation d’un pa-
rame`tre de type entier ne´cessite un champ de saisie n’acceptant que des entiers. Par contre, la
pre´sentation d’une prote´ine requiert un champ de saisie plus grand (pouvant contenir 500
caracte`res) qui ne doit permettre que les caracte`res correspondants aux diffe´rents acides
amine´s.
Les outils pour aider a` la cre´ation du visualisateur seront donc base´s sur la notion
de “type”. On peut donc mode´liser la pre´sentation par la figure 6.2.
Le mode`le est la mise en e´vidence de la pre´sentation d’un type, il est caracte´rise´ par
les diffe´rents e´le´ments d’IHM : champs de saisie, bouton, etc. Par exemple, le mode`le d’un
entier sera un label reprenant le nom d’un parame`tre et un champ permettant d’encoder
la valeur de ce parame`tre. Ne´anmoins, aucune information sur le nom ou la valeur de la
donne´e n’est encode´e mais leur place est de´finie.
Pour former un boˆıte a` outils suffisamment comple`te, chaque type peut eˆtre visualise´ a`
l’aide d’au moins un mode`le. Plusieurs mode`les peuvent coexister pour un meˆme type car
certaines donne´es ne´cessitent parfois un rendu travaille´.
Un visualisateur sera donc construit avec des mode`les. Or celui-ci ne contient pas les
informations suivantes : nom du service, valeur de la donne´e, etc. . Ces informations sont
stocke´es dans l’entite´ contenu qui instanciera le mode`le pour en faire un visualisateur.
Force´ment, les informations contenues sur la donne´e et sur le service sont tre`s diffe´rentes.
Une donne´e est caracte´rise´e par un nom et/ou une valeur. Les services eux sont caracte´rise´s
par des parame`tres. Or ces parame`tres sont surtout des informations (nom de ce parame`tre,
valeur e´ventuelle) qui ne correspondent a` aucune interface. Pour eˆtre pre´sente´s a` l’utilisateur,
les parame`tres doivent donc prendre la forme d’un visualisateur.
Nous allons de´crire en de´tail ces visualisateurs dans les sections suivantes.
74 Mode´lisation de l’Interface Homme Machine
ß   
 	  
	      	
ß   ß
	   	  
	    
fiff flffifi !ff flfi"!ff #

ß   ß
  $  % 
&	  
$ 	     % %	 ')(+*,')(
fl
(

"+fi"!ff #

&	  ß
ß   ß
-
 

&	  ß
ß   ß
 %

&	  ß
.
     
&	  
/-%$  %$
/-%$ %$

&	  
$  0 $

ß   ß
 0 1 

2fl
(
&  ß
&  
 
  
&  
ß   ß
 		     %
3
fiff flffi1 !ff fl	1"
(
ffi
'
"+4
*,(
%-
fl
(+'
fiff 5
(
%	-$
*


(
 
%	-$
 6	/ 
  ß$7
 %	
$ 8
fl
(!'
fiff 5
(
-
 
 8
fl
(+'
fiff 5
(

$  $8
fl
(+'
fiff 5
(
9:#3
(
 
(
.
-%/  -$%
     %    -%
ff ;19
3<#
1
(!(
  
 =
&	  ß >
%-?=
&	  ß >
 
 
  
  ß$7
	  

%	-$
5)#

"
(

ffi
Fig. 6.2 – Mode´lisation de la pre´sentation La donne´e/le service est visualise´ au
moyen d’un visualisateur. Ce visualisateur est construit a` partir d’un mode`le (pre´sentation
d’un type de donne´es) et des informations spe´cifiques (contenu) sur la donne´e ou le service.
6.1.1 Visualisateur de donne´e
Le mode`le pre´sente donc les diffe´rents e´le´ments d’IHM permettant d’afficher cette donne´e
mais ni le nom, ni la valeur de la donne´e ne sont connus. Leurs emplacements sont simple-
ment de´finis.
Comme toute pre´sentation, le mode`le propose une interface permettant a` l’utilisateur
de re´aliser une taˆche. La fonction du mode`le exprime la taˆche pour lequel on a re´alise´ cette
pre´sentation : parame´trer (e´dition), visualiser, valider, etc.
Par exemple, la figure 6.3 est un mode`le qui permet a` l’utilisateur de comple´ter un
formulaire au moyen d’une donne´e de type se´quence. Les informations manquantes sont
pre´sente´es en rouge.
Fig. 6.3 – Mode`le permettant de visualiser le type se´quence
Pour obtenir un visualisateur qui sera affiche´, il faut ajouter au mode`le de la figure
6.3 un nom de parame`tre ainsi qu’e´ventuellement une valeur. Ces valeurs remplaceront les
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e´le´ments en rouge : le nom du parame`tre, le nom et la chaˆıne de caracte`res correspondant
a` la valeur de la se´quence.
Une fois affiche´, l’utilisateur aura la possibilite´ de remplir les valeurs prises par le pa-
rame`tre : nom et chaˆıne de caracte`res.
Un meˆme type peut eˆtre visualise´ au moyen de plusieurs mode`les pour permettre de vi-
sualiser les diffe´rentes facettes d’une donne´e mais e´galement pour refle´ter la taˆche a` re´aliser.
Par exemple, le parame`tre x (nom = “param-3” et valeur = 5) peut eˆtre visualise´e par
deux mode`les (voir figure 6.4). Les deux mode`les utilise´s servent a` la parame´trisation. Le
premier donne une grande liberte´ a` l’utilisateur dans le choix de la valeur. Le second insiste
sur le concept de distance entre la valeur initiale (ge´ne´ralement la valeur par de´faut) et la
future valeur choisie par l’utilisateur.
Fig. 6.4 – Visualisateurs du parame`tre x de type entier
6.1.2 Visualisateur de service
La de´finition du service classait les parame`tres en trois cate´gories : input, output et
autres parame`tres. Il nous semble essentiel que cette distinction se retrouve dans l’Interface
Homme Machine. En effet, cette distinction avait e´te´ re´alise´e pour correspondre a` la vue
qu’avait l’utilisateur du service.
Le service peut donc eˆtre repre´sente´ par trois groupes de parame`tres. Les groupes input
et output sont obligatoires. Le groupe autres parame`tres est optionnel et peut encore eˆtre
de´coupe´ en sous-cate´gories, d’apre`s les e´ventuels besoins.
Nous allons repre´senter ces groupes par des panels. Un panel comprend les visualisateurs
des diffe´rents parame`tres, c-a`-d a` la fois la pre´sentation (mode`le) et le contenu.
Le mode`le de service pre´sente les diffe´rents e´le´ments d’apparence comme les boutons
permettant de lancer l’exe´cution et il pre´voit surtout un emplacement pour les diffe´rents
panels.
Par exemple, la figure 6.5 est un mode`le de service. C’est une pre´sentation classique en
bioinformatique. Elle permet a` l’utilisateur de comple´ter les parame`tres essentiels du service
(input et output). Lorsque l’utilisateur a parame´tre´ le service, il peut demander l’exe´cution
du service. En cas de besoin, il peut acce´der directement a` l’aide du service.
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Fig. 6.5 – Mode`le de service
A partir d’un mode`le, nous pouvons re´aliser un visualisateur pour n’importe quel service,
par exemple le service algorithme Smith-Waterman de´fini dans le chapitre pre´ce´dent (voir
figure 5.15 page 66). Les informations importantes du service sont : un nom ainsi qu’une
signature qu’il faut transformer en panels.
La signature met en e´vidence les donne´es que l’utilisateur peut comple´ter afin de re´aliser
un appel de service. L’information pre´sente dans la signature permet donc de connaˆıtre le
contenu des diffe´rents parame`tres. Cette information sera pre´sente dans les panels (voir
table de la figure 6.6). Chaque type de parame`tres (input, output et autres parame`tres) se
retrouve dans le meˆme panel 3.
Ensuite, pour chaque parame`tre, il faut choisir le mode`le qui permet de pre´senter le
mieux le parame`tre. Comme le premier parame`tre est une se´quence, nous avons choisi la
figure 6.3 qui pre´sente une se´quence a` parame´trer. La seconde colonne de la table de la
figure 6.6 fait re´fe´rence aux mode`les choisis.
Pour constituer le visualisateur du service, il suffit d’associer le mode`le et le contenu.
Nous obtenons ainsi la figure 6.7.
6.1.3 Pre´sentation d’autres services
La visualisation des donne´es et des services ne suffit pas a` caracte´riser toutes les pre´sentations
que le syste`me devra afficher. En effet, il faudra e´galement pre´voir la possibilite´ de de´crire
d’autres interfaces comme l’aide d’un service, les feneˆtres basiques permettant d’ouvrir un
fichier, etc.
3. Nous n’avons pas subdivise´ la partie “autres parame`tres”.
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Parame`tres Mode`le
Input
sequence 1 voir figure 6.3
sequence 2 voir figure 6.3
Output
re´sultat mode`le permettant de visualiser le type
alignement(s)
Autres parame`tres
gap opening penalty premier mode`le, voir figure 6.4
valeur = 5
gap extension penalty premier mode`le, voir figure 6.4
valeur = 3
matrice de substitution mode`le permettant de visualiser le
valeur = BLOSSUM62 type matrix
Fig. 6.6 – Le contenu : donne´es du service algorithme Smith-Waterman
Fig. 6.7 – Visualisateur du service Smith-Waterman
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6.2 Conversation
La conversation sera vue comme un dialogue entre l’utilisateur et l’ordinateur au moyen
de la pre´sentation. Ce dernier entend l’utilisateur par l’e´coute des e´ve´nements et re´agit pour
adapter la pre´sentation et faire des appels au composant fonctionnel.
Pour spe´cifier la gestion du dialogue, nous allons utiliser une machine a` e´tats ou` une
transition est caracte´rise´e par l’e´ve´nement qui la “de´clenche” et par des appels de primitives
dont l’exe´cution permet de passer de l’e´tat de de´part a` l’e´tat d’arrive´e.
La figure 6.8 repre´sente la conversation d’un visualisateur de se´quence. Ce visualisateur
se base sur le mode`le pre´sente´ a` la figure 6.3. La transition est caracte´rise´e par l’e´ve´nement
qui a de´clenche´ la transition (en mauve) et par l’action qui est exe´cute´e en re´ponse (en vert).
q3q0
q1 q2
q4
q5
clic sur le bouton
PARCOURIR
ouvir fenetre
(ouvrir fichier)
q0 : valeur vierge
q1 : ouvrir fichier
q2 : fichier selectionne
q3 : nom complete
q4 : sequence complete
q5 : valeur complete
clic sur le bouton
ANNULER
fermer 
fenetre (ouvrir fichier)
selectionner une valeur
fichier = selection
clic sur le bouton OK
fermer fenetre(ouvrir fichier)
valeur = valeur fichier
complete le nom
complete le nom
complete la sequence
nom = get_text()
nom = get_text()
sequence = get_text()
complete la sequence
sequence = get_text()
Fig. 6.8 – Dialogue animant un visualisuateur de se´quence
Lorsque l’utilisateur appuie sur le bouton “PARCOURIR”, on lui propose une feneˆtre
permettant d’ouvrir un fichier provenant de son espace de stockage. L’utilisateur peut ainsi
se´lectionner un fichier, puis les champs de saisie seront comple´te´s par la se´quence stocke´e
dans ce fichier. L’utilisateur peut e´galement directement comple´ter sa donne´e au moyen des
deux champs texte qui affichent la valeur.
La machine a` e´tats anime un ensemble de pre´sentations. Par exemple, la figure 6.8 anime
un visualisateur de se´quence et la feneˆtre pour choisir un fichier. Cette deuxie`me feneˆtre
est seulement affiche´e dans les e´tats 2 et 3. Tandis que la premie`re feneˆtre est affiche´e en
permanence.
Une conversation implique des choix dans les e´changes avec l’utilisateur et dans les obli-
gations que celui-ci doit remplir. Par exemple, la figure 6.8 oblige l’utilisateur a` comple´ter
les deux champs : nom et se´quence (chaˆıne de caracte`res) pour accepter la valeur. Mais,
une autre conversation pourrait accepter que l’utilisateur introduise seulement la chaˆıne de
caracte`res.
La figure 6.9 repre´sente la me´ta-mode´lisation de notre machine a` e´tats, ainsi que les liens
avec la pre´sentation. Les concepts de la machine a` e´tats, repre´sente´s en bleu, sont base´s sur
6.2. Conversation 79
la mode´lisation statechart de´finie par le langage UML.
@ABC,D ABD	E)F G$GF C D E HF HD	IKJMLJNJMO?J,N1P+Q
GABC,D ABDR1LS TUV)WMS T$VP,JMUXYD Z[ R\ ] EK^F] E] BC \ _$` Ha C E)bEQ
c d
E e
c
] D E)F BffiA
c
H],B$H$EKD C F H]
c
D
c
AH<g h$Eg,D E
d
ZB$E1[
R	\ h$E\ h$` i
d
E H$i jEKbE
k$l
N
m l m
R$E C ]
k$l
N
_` H$a C E
m l m
E] D	_` H$` C `!GF C
_` H$a C E
k$l
N
h$` i
d
E H$i jE
m l m
] EKC ` F
d c
] E
d
AC ]MhB1h$` i
d
E H$i j$E ffiE HDh$E
nJ+o+W,JN1o+pJ,OqJN1P
k$l
N
m l m
h$E
k$l
N
i Af1GA] `)h$E
m l m
F G$GF C D
c
E HD
o!r)Oq@r1TS PMS rKN
m l m
m l m
i F C F i D ` C
c
] `KGF C
m l m
] EK^F ] E] BC
k$l
N
E] D
d
FK^F ] E)hB
sKV1T$J
m l m
E ] D	F H
c
ffi`KGF C
k$l
N
F H
c
ffiE
VKNfiS OqVPMS rKN
n
@
LS T$UV)WMS TVPMJ,UX
P,X!V)N<T$S PMS rKN
F i D
c
AH
T$P,VP,JMo+pVXKP
OYr)nJMW,J
t
AH$i D
c
AH
C E G$C E ] E HD F D
c
AH1S pO
S N1S PMS V)W u
S NV)W
JMLJNJMOqJN1P
JMPMVP
JMWJMOqJN1P
nJ!To+XKS @PMS rKNvS pO
Fig. 6.9 – Mode´lisation du dialogue
6.2.1 Multi-conversation
Le visualisateur du service est compose´ d’un ensemble de visualisateurs de donne´es. Or
chacun de ces visualisateurs est anime´ par sa propre machine a` e´tats. La conversation du
service comprend donc sa conversation ainsi que les diffe´rentes conversations mene´es par
ses diffe´rents parame`tres.
La machine a` e´tats du service doit disposer d’un me´canisme lui permettant de ge´rer,
controˆler les diffe´rentes “conversations donne´es” car les interactions de l’utilisateur avec un
parame`tre peuvent avoir des re´percutions sur le dialogue du client avec le service.
Par exemple, l’utilisateur ne peut exe´cuter le service que lorsque tous les parame`tres ont
une valeur. Pour re´aliser cette contrainte, le bouton EXECUTER ne sera active´ que lorsque
toutes les machines a` e´tats des donne´es seront dans un e´tat final.
Une premie`re solution serait de de´ployer les diffe´rentes machines a` e´tats des donne´es
dans la machine a` e´tats du service. Autrement dit, inte´grer tous les e´tats des diffe´rentes
“conversations donne´e” dans la “conversation service”.
Cette solution n’est pas e´volutive. En effet, un changement dans une machine a` e´tats
d’une donne´e devra eˆtre re´percute´ dans la machine a` e´tats du service.
Une deuxie`me solution consiste a` demander aux machines a` e´tats des donne´es de ge´ne´rer
des e´ve´nements. Ces e´ve´nements seront re´cupe´re´s par la machine a` e´tats du service et qui
pourra ainsi agir en conse´quence.
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Cette solution [Bodard, 2002] se base sur l’organisation d’une entreprise hie´rarchise´e en
diffe´rents niveaux d’autorite´ et de compe´tence. Dans ce type d’organisation chaque individu
– posse`de une certaine autonomie de de´cision
– est a` l’e´coute des signaux des subordonne´s qu’il commande
– les proble`mes qui de´passent son niveau d’autorite´ ou de compe´tence sont signale´s au
supe´rieur hie´rarchique direct.
Nous avons opte´ pour la deuxie`me solution, car non seulement elle est e´volutive mais elle
permet e´galement de ge´rer l’ensemble de l’application sur base de ce principe. Ainsi, l’ap-
plication pourrait eˆtre ge´re´e par une machine a` e´tats qui attend des e´ve´nements provenant
de la machine a` e´tats du service pour, par exemple, enregistrer les diffe´rentes informations
sur l’appel exe´cute´ par l’utilisateur, etc.
Mais il sera ne´cessaire de re´pertorier les e´ve´nements ge´ne´re´s par chaque machine a` e´tats
comme par exemple, “la valeur est comple´te´e”, etc.
La machine a` e´tats du service algorithme Smith-Waterman (visualisateur, voir figure
6.7) est repre´sente´e a` la figure 6.10. Les machines a` e´tats de ses donne´es envoient un signal
lorsque l’utilisateur a comple´te´ la valeur (ou la machine a` e´tats est dans un e´tat final).
Lorsque le service a rec¸u tous les signaux, il autorise l’utilisateur a` appuyer sur le bouton
exe´cuter lui permettant ainsi de demander l’exe´cution du service. Cette machine permet
e´galement a` l’utilisateur d’acce´der en permanence a` un fichier d’aide.
q0
clic sur le bouton EXECUTER
fermer fenetre
(aide)
q1 q2
clic sur le 
bouton OK
q3 q4q0 : affichage des 
parametres
q1 : parametres completes
q2 : fin
q3 : aide
q4 : aide et parametres 
completes
Initialisation
lancer les conversations
des donnees
fermer fenetre
(aide)
clic sur le bouton OK
clic sur le bouton AIDE
ouvrir fenetre (aide)
clic sur le 
bouton AIDE
ouvrir fenetre
 (aide)
fermer fenetre (visualisateur service)
lancer service Smith-Waterman
[*].complet
activez le 
bouton EXECUTER
Fig. 6.10 – Dialogue animant un visualisateur de service
Notre solution est caracte´rise´e par les proprie´te´s suivantes:
– la circulation de signaux (e´ve´nements) entre e´le´ments n’est possible qu’entre deux
e´le´ments lie´s par un lien de hie´rarchie direct. Pour traverser tout ou partie d’une
hie´rarchie, un signal doit transiter par le supe´rieur hie´rarchique direct.
– l’intelligence de l’organisation est distribue´e, car chaque e´le´ment “re`gle” au mieux
les proble`mes qui lui sont pose´s. Si ces proble`mes de´passent son niveau d’autorite´ ou
de compe´tence ils sont reporte´s vers le supe´rieur direct.
– la structuration des communications, par les limitations qu’elle impose, permet
de re´duire deux risques:
– celui de court-circuiter un niveau : le fait qu’un composant travaille a` l’insu
de son supe´rieur direct
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– et celui de noyer les composants de niveaux supe´rieurs sous une pluie de
signaux dont ils n’ont que faire. Chaque composant doit assumer ses propres
responsabilite´s et ne reporter vers le niveau supe´rieur que les proble`mes qu’ils ne
peut re´soudre a` son niveau.
Autres conversations. Certaines conversations ne sont pas signale´es dans la machine
a` e´tats comme la gestion des contraintes,la gestion de la pre´sentation 4, etc. En effet, ces
e´le´ments n’apportent pas e´norme´ment d’informations sur la conversation et pourraient em-
brouiller les sche´mas. De plus, ils sont communs a` tous les services.
6.3 Re´alisation
Nous avons une mode´lisation permettant au fournisseur de re´aliser des interfaces. Du
coˆte´ client, le travail de´ja` re´alise´ par les chercheurs de Bigre a mis en e´vidence la ne´cessite´
d’une architecture client modulable qui s’adapte au service invoque´ au travers de te´le´chargements
des descriptions de service. La description d’IHM (pre´sentation et conversation) doit donc
eˆtre stocke´e puis te´le´charge´e et enfin visualise´e par l’utilisateur.
Nous allons maintenant examiner un outil capable de ge´rer ces contraintes : XUL (XML
User Interface Language). Puis nous e´tudierons comment nous pouvons l’utiliser.
6.3.1 Technique : XUL
XUL est un langage de repre´sentation des interfaces en XML [Andersen et Deakin, 2004].
Ce langage a e´te´ cre´e´ pour rendre le de´veloppement de l’interface du navigateur Mozilla
plus facile et plus rapide. D’ailleurs, aujourd’hui, l’interface de ce navigateur est entie`rement
re´alise´e dans le langage XUL.
Ce langage a e´te´ conc¸u pour eˆtre portable et est disponible sur toutes les versions de
Windows, Macintosh, Linux ainsi que UNIX.
De plus, les e´le´ments ont e´te´ conc¸us pour avoir l’apparence des e´le´ments natifs de la
plate-forme de l’utilisateur. Il est e´galement possible de changer cette apparence au moyen
des feuilles de style.
Comme l’HTML, XUL permet de cre´er une interface en utilisant des e´tiquettes 5. Il est
donc aise´ de localiser les e´le´ments comme un texte affiche´. De plus, il est aise´ de traduire
une interface XUL vers un autre langage. Enfin, le langage JavaScript est utilise´ pour coder
la conversation. Certaines librairies sont de´ja` de´finies pour lire et e´crire des fichiers distants,
faire appel a` des webs services et lire des fichiers locaux.
Contrairement a` l’HTML, XUL fournit plus d’outils permettant la construction d’IHM
comme les menus, les barres a` outils, les onglets et les arbres, etc. En plus de ces nombreux
widgets 6 disponibles, le langage : eXtensible Bindings Language (XBL) permet de cre´er des
4. La gestion de la pre´sentation est la gestion d’e´ve´nements ayant des impacts sur la pre´sentation des
e´le´ments, par exemple, l’apparence d’un bouton qui change lorsque la souris se trouve dessus.
5. Une e´tiquette (ou tag en anglais) est un morceau de texte utilise´ en XML, HTML pour repre´senter le
de´but ou la fin d’un e´le´ment. Une e´tiquette commence par < et termine par >.
6. Un widget est un e´le´ment de pre´sentation comme un champ de saisie.
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widgets supple´mentaires. Ce langage peut eˆtre employe´ pour cre´er de nouvelles e´tiquettes
et pour imple´menter de nouvelles fonctionnalite´s.
L’interface est stocke´e dans un fichier (appele´ package). Celui-ci est divise´ en trois par-
ties :
Content - feneˆtre et script.
Les de´clarations des feneˆtres sont stocke´es dans des fichiers .xul. Les scripts son place´s
dans des fichiers se´pare´s.
Skin - feuilles de style, image et autre fichier spe´cifique au style.
La feuille de style de´crit les de´tails de l’apparence d’une feneˆtre. Ces e´le´ments sont
stocke´s se´pare´ment pour pouvoir facilement changer le the`me (apparence) d’une ap-
plication. Les images utilise´es sont e´galement stocke´es dans cette partie.
Locale - fichiers spe´cifiques aux re´gions.
Tous les textes affiche´s dans les feneˆtres sont stocke´s dans un fichier. Cela permet a`
l’utilisateur d’utiliser l’interface dans son propre langage.
Un package ne comprend pas force´ment toutes ces diffe´rentes parties.
Les applications peuvent eˆtre soit visualise´es par l’utilisateur depuis un site web, soit
te´le´charge´es par l’utilisateur puis installe´es comme une extension de Mozilla (voir ci-apre`s).
Installer une application permet a` l’interface de posse´der plus de permissions comme par
exemple, lire les pre´fe´rences de l’utilisateur, les informations sur son syste`me, etc.
XUL permet d’ajouter facilement des nouveaux packages qui seront conside´re´s comme
des extensions. Ces packages seront installe´s dans Mozilla et l’utilisateur aura l’impression
que cet ajout de code est inte´gre´ dans l’interface et donc que ce bout de code est indissociable
du logiciel Mozilla mais en re´alite´, ce code est toujours se´pare´ du code initial. Il est donc
aise´ de de´sinstaller une extension.
L’extension pourra permettre, par exemple, la cre´ation d’une barre d’outils personna-
lise´e, le changement des menus, etc. Cette caracte´ristique est fort utilise´e pour le navigateur
Mozilla Firefox ou` environ 100 extensions sont disponibles comme une barre d’outils permet-
tant un acce`s rapide au moteur de recherche Google ainsi que des outils annexes (recherche
dans le site visite´,..). Certaines fonctionnalite´s de cette extension sont disponibles a` partir
d’un menu.
Actuellement, des recherches sont en cours pour permettre a` des applications XUL d’eˆtre
cre´e´es comme applications autonomes avec leurs propres installateurs et exe´cutables. Ces
applications partageront des librairies avec Mozilla mais l’utilisateur n’aura plus besoin d’un
navigateur installe´ pour employer XUL.
XUL re´pond a` nos objectifs en terme d’adaptation aux diffe´rentes plate-formes existantes
a` l’heure actuelle ainsi qu’a` la facilite´ de cre´ation, d’ajout d’e´le´ments et de changement de
style.
Concre`tement une interface se pre´sente comme un document XML (voir figure 6.11).
Les e´le´ments de pre´sentation sont repre´sente´s par des balises avec des attributs comme le
nom, la valeur, etc. Ce document peut eˆtre visualise´ au moyen de Mozilla pour donner cette
interface (voir figure 6.12).
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<?xml version=“1.0”?>
<?xml-stylesheet href=“chrome://global/skin/” type=“text/css”?>
<window id=“example-window” title=“Example 2.4.1”
xmlns:html=“http://www.w3.org/1999/xhtml”
xmlns=“http://www.mozilla.org/keymaster/gatekeeper/there.is.only.xul” >
<control=“some-text” label value=“Enter some text” />
<textbox id=“some-text” />
<control=“some-password” label value=“Enter a password” />
<textbox id=“some-password” maxlength=“8” />
</window>
Fig. 6.11 – Code d’un exemple de fichier XUL [Andersen et Deakin, 2004]
Fig. 6.12 – Apparence de cet exemple de fichier XUL [Andersen et Deakin, 2004]
Ces e´le´ments de pre´sentation peuvent ge´ne´rer des e´ve´nements. Pour ce faire, le program-
meur doit signaler dans la balise de l’e´le´ment l’e´ve´nement qu’il veut e´couter comme un clic,
un passage sur l’e´le´ment, etc. En plus de l’e´ve´nement, le programmeur donne aussi le code
a` exe´cuter ou le nom de la me´thode qui re´agira a` l’e´ve´nement. Cette me´thode sera stocke´e
dans un fichier JavaScript annexe.
Par exemple, la feneˆtre 6.17 doit fermer lorsqu’on rempli le second champ. La figure
6.13 repre´sente le code modifie´ (modification en rouge).
<?xml version=“1.0”?>
<?xml-stylesheet href=“chrome://global/skin/” type=“text/css”?>
<window id=“example-window” title=“Example 2.4.1”
xmlns:html=“http://www.w3.org/1999/xhtml”
xmlns=“http://www.mozilla.org/keymaster/gatekeeper/there.is.only.xul” >
<control=“some-text” label value=“Enter some text” />
<textbox id=“some-text” />
<control=“some-password” label value=“Enter a password” />
<textbox id=“some-password” maxlength=“8” onkeypress 7=“window.close();” />
</window>
Fig. 6.13 – Code d’un fichier XUL traitant un e´ve´nement ge´ne´re´ par la pre´sentation
[Andersen et Deakin, 2004]
7. onkeypress correspond a` l’e´ve´nement : l’utilisateur remplit le champ de texte.
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6.3.2 En pratique
Le mode`le comprend des e´le´ments d’IHM qu’il faudra traduire dans la syntaxe XUL.
Or, le mode`le connaˆıt l’emplacement du contenu, mais pas la valeur de ce contenu. Pour
mettre en e´vidence ces emplacements, nous allons pre´senter ces valeurs entre des e´tiquettes
add.
La repre´sentation du mode`le de se´quence (voir figure 6.3) sera la figure 6.14. Les infor-
mations a` ajouter sont en rouge sur le sche´ma.
<script src=<add>statechart </add> />
<hbox>
<label value=<add>parametre.nom </add>“ :” />
<textbox id=“nom” value=<add>valeur.nom </add> onkeypress=“nom complete();” />
<button id=“parcourir-bouton” label=“PARCOURIR” default=“true”
oncommand=“ouvrir fichier();” />
</hbox>
<textbox id=“sequence” multiline=“true” value=<add>valeur.sequence </add>
onkeypress=“sequence complete();” />
Fig. 6.14 – Re´alisation du mode`le de se´quence en “XUL”
Ensuite, nous allons re´aliser le fichier JavaScript. Il se pre´sente comme une liste de
me´thodes (ou proce´dures). Les noms de ces me´thodes ont e´te´ de´finis dans le mode`le pour
re´aliser le traitement d’un e´ve´nement. Il suffit donc d’e´crire le code correspondant aux
transitions (provenant de la machine a` e´tats) avec la bonne me´thode.
La figure 6.15 repre´sente une partie du fichier JavaScript permettant l’exe´cution de
la machine a` e´tats (voir figure 6.8). Le nom des me´thodes (en mauve) fait re´fe´rence aux
e´le´ments pre´sente´s en mauve du mode`le (voir figure 6.14).
function nom complete()
{
if (ETAT == “valeur vierge”)
{
// nom = get text()
var textbox = docu-
ment.getElementById(’nom’);
valeur.nom = textbox.valeur ;
ETAT = “nom comple´te´”;
};
if (ETAT == “se´quence comple´te´”)
{
// nom = get text()
var textbox = docu-
ment.getElementById(’nom’);
valeur.nom = textbox.valeur ;
ETAT = “valeur comple´te´e”;
// signaler au service
}
}
function ouvrir fichier()
{
if (ETAT == “valeur vierge”)
{
// ouvrir feneˆtre (ouvrir fichier)
...
ETAT = “ouvrir fichier”;
};
function sequence complete()
if (ETAT == “valeur vierge”)
{
// se´quence = get text()
...
ETAT = “se´quence comple´te´”;
// signaler au service
}
...
}
...
Fig. 6.15 – Re´alisation du fichier JavaScript de´crivant le dialogue de la figure 6.8
Sur base du contenu, le mode`le peut eˆtre comple´te´ afin d’obtenir un visualisateur. Pour
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obtenir un fichier XUL, il faudra e´galement ajouter la re´fe´rence vers le fichier JavaScript
ge´rant la conversation.
Pour construire un visualisateur XUL, nous avons associe´ un mode`le XUL (voir figure
6.14) a` un contenu (nom du parame`tre : “se´quence 1”, valeur = “ ”) ainsi qu’une re´fe´rence
au fichier JavaScript (figure 6.15). Nous obtenons ainsi un fichier XUL : figure 6.16. Celui-ci
pourrait eˆtre utilise´ entre autre pour repre´senter le premier parame`tre du service algorithme
Smith-Waterman (voir figure 6.7 page 77).
<script src=“sequence2-1.js”/>
<hbox>
<label value=“sequence 1 :” />
<textbox id=“nom” value=“” onkeypress=“nom complete();” />
<button id=“parcourir-bouton” label=“PARCOURIR” default=“true” oncommand=“ouvrir fichier();” />
</hbox>
<textbox id=“sequence” multiline=“true” value=“”
onkeypress=“sequence complete();” />
Fig. 6.16 – Re´alisation d’un visualisateur en XUL du parame`tre se´quence 1
Ce fichier XUL (voir figure 6.16) sera pre´sente´ a` l’utilisateur selon la figure 6.17.
Fig. 6.17 – Aspect de ce visualisateur du parame`tre se´quence 1
6.4 Liens avec le reste de notre mode´lisation
Le chapitre 3 a permis d’identifier le besoin d’avoir de multiples repre´sentations d’un
meˆme service pour pre´senter les diffe´rents niveaux de connaissance mais e´galement pour
s’adapter aux diffe´rentes visions propage´es aujourd’hui par les fournisseurs. Nous avions
e´galement propose´ un identifiant a` l’entite´ description d’IHM. Nous allons donc mainte-
nant re´aliser le lien entre notre mode´lisation d’IHM et cet identifiant.
Une description d’IHM pre´sente un contenu. Celui-ci provient d’une interface utilisa-
teur. Elle prend donc en compte le niveau de l’utilisateur (de´butant, normal, expert) par la
signature qu’elle repre´sente. De plus, tous les attributs de la signature doivent eˆtre pre´sente´s
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a` l’utilisateur.
Les interfaces utilise´es par un meˆme utilisateur doivent eˆtre repre´sente´es selon une cer-
taine me´taphore. En effet, le meˆme type d’informations doit eˆtre repre´sente´ de manie`re
relativement similaire 8. Autrement dit, un type de donne´e ne peut eˆtre visualise´ qu’a` l’aide
d’un (voire e´ventuellement plusieurs) visualisateur(s). L’attribut me´taphore (dans l’entite´
description d’IHM) permet de faire le lien entre toutes les interfaces d’un meˆme utilisa-
teur.
Chaque fournisseur cre´ant des interfaces doit donc se baser sur une me´taphore. Celle-ci
fournit des mode`les a` utiliser. Il fournit e´galement des comportements ge´ne´raux des inter-
faces au moyen des machines a` e´tats.
Pour conclure, la figure 6.18 met en e´vidence les diffe´rentes e´tapes qui re´alisent l’interface
avec laquelle l’utilisateur dialoguera. Tout d’abord, la description d’IHM est identifie´e par
deux e´le´ments (en vert sur le sche´ma) : me´taphore (attribut) et interface utilisateur
(entite´). Ensuite, notre mode´lisation (en noir sur le sche´ma) permet de re´aliser des fichiers
XUL qui seront pre´sente´s sous forme d’interface a` l’utilisateur (en bleu sur le sche´ma).
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Fig. 6.18 – Les e´tapes de re´alisation Un mode`le, une conversation se basent sur une
apparence. Le contenu lui se base sur le niveau de l’utilisateur. Ces e´le´ments permettent de
produire les fichiers XUL et JavaScript.
6.5 Conclusion
Dans ce chapitre, nous avons analyse´ la description d’IHM. Celle-ci est se´pare´e en deux
composants : la pre´sentation et la conversation. D’une part, la pre´sentation est de´crite au
moyen d’un visualisateur. D’autre part, la conversation est de´crite au moyen d’une machine
a` e´tats. Par exemple, le service algorithme Smith-Waterman est de´crit par les e´le´ments
8. Pre´senter la meˆme information de manie`re similaire permet a` l’utilisateur de me´moriser plus rapidement
le lien existant entre l’apparence et l’information repre´sente´e.
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suivants : le visualisateur du service (figure 6.7), le visualisateur de l’aide et la machine a`
e´tats (figure 6.10).
Ensuite, nous avons pre´sente´ une technique XUL qui permet de mettre en pratique notre
mode´lisation. Enfin, nous avons mis en e´vidence les e´le´ments qui permettent de trouver
l’Interface Homme Machine la plus adapte´e pour chaque utilisateur.
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Chapitre 7
Mode´lisation du protocole
Aujourd’hui, peu d’outils permettent a` l’utilisateur moyen de re´aliser aise´ment un en-
chaˆınement de services. Il doit donc re´aliser individuellement chaque service et au besoin,
attendre d’avoir certains re´sultats pour pouvoir exe´cuter le service suivant, sans compter
les difficulte´s de´ja` pre´sente´es : les nombreux formats et les nombreux sites.
Dans ce chapitre, nous allons d’abord analyser les outils offerts par l’informatique pour
mode´liser un enchaˆınement. Ensuite, nous e´tudierons les outils qu’utilisent le biologiste pour
me´moriser cet enchaˆınement. Enfin, nous proposerons une mode´lisation permettant a` tous
les utilisateurs de re´aliser des enchaˆınements.
7.1 Outil de mode´lisation : les re´seaux de Petri
La mode´lisation de processus au moyen des re´seaux de Petri[van der Aalst et van Hee, 2002]
s’applique en toute ge´ne´ralite´ 1.
Lors de la re´alisation d’une application informatique, on appliquait la re`gle : “D’abord
organiser, puis automatiser”. Cela impliquait que le processus me´tier e´tait ge´re´ par des
personnes. Ensuite, une structure organisationnelle e´tait de´veloppe´e ou` les groupes, les in-
dividus e´taient charge´s de la re´alisation d’une taˆche. Enfin, on examinait les taˆches qui
pouvait eˆtre re´alise´es par l’ordinateur ou plutoˆt par le syste`me d’information. Or, cette
approche ne prend pas suffisamment en compte les avantages d’un syste`me d’information.
Une autre approche consiste a` de´finir d’abord le processus de manie`re plus abstraite,
sans conside´rer l’imple´mentation. Ensuite, on de´finit le syste`me d’information ainsi que
la structure organisationnelle. En fait, on de´cide si une taˆche doit eˆtre re´alise´e par une
personne ou un ordinateur. Le syste`me d’information est ainsi plus complet et offre plus
de possibilite´s. Faire usage pleinement du syste`me d’information pourrait re´volutionner les
processus me´tier.
Dans cette section, nous allons d’abord de´finir le processus. Ensuite, nous allons montrer
la formalisation de ces processus au moyen des re´seaux de Petri. Ceux-ci sont en effet un
bon outil pour mode´liser et analyser les processus.
1. Cette mode´lisation n’est pas spe´cifique a` la bioinformatique.
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7.1.1 De´finition d’un processus
Chaque entreprise de´finit son me´tier par des processus. Chaque processus comprend un
ensemble de taˆches a` accomplir ainsi qu’un ensemble de conditions qui de´finissent l’ordre
des taˆches.
Une taˆche est une unite´ logique de travail qui est re´alise´e par une ressource (personne,
machine, etc.). Par exemple, le processus : traitement des constats d’assurance est re´alise´
par les taˆches suivantes :
1. enregistrement du constat
2. paiement du montant
3. envoi d’une lettre expliquant le refus de paiement.
La ressource ne´cessaire de´pend de la taˆche. En effet, certaines taˆches peuvent eˆtre
re´alise´es par ordinateur sans interface humaine. D’autres taˆches requie`rent l’intelligence
humaine pour un jugement, une de´cision.
Nous pouvons identifier quatre me´canismes qui structurent un processus en de´finissant
l’ordre des taˆches :
– se´quence : des taˆches re´alise´es dans un certain ordre;
– se´lection : choix parmi plusieurs taˆches;
– paralle´lisation : des taˆches exe´cute´es en paralle`le;
Les taˆches suivantes doivent pouvoir attendre les exe´cutions de toutes ces taˆches. Cela
est appele´ la synchronisation.
– ite´ration : une taˆche qui doit eˆtre re´pe´te´e comme la re´vision d’une machine.
Tous ces me´canismes sont courants et permettent de mode´liser tous les processus.
Pour exe´cuter un processus, une se´rie de taˆches doit eˆtre exe´cute´e. La taˆche automatique
est re´alise´e par un programme. La taˆche manuelle est re´alise´e par une personne compe´tente.
Cette personne doit eˆtre mise au courant du travail a` faire et peut prendre l’initiative de sa
re´alisation.
Il faut donc inte´grer dans le syste`me ge´rant le workflow des informations sur la struc-
ture organisationnelle pour connaˆıtre les compe´tences des diffe´rents employe´s ainsi que leur
disponibilite´. Le syste`me sera ainsi capable de ge´rer l’assignation des taˆches manuelles afin
qu’elles s’exe´cutent le plus rapidement.
7.1.2 Mode´lisation des processus au moyen des re´seaux de Petri
Un re´seau de Petri est constitue´ de places et de transitions. Une place et une transition
sont repre´sente´es respectivement par un cercle et un rectangle. Les places et les transitions
sont relie´es par des arcs (de place vers transition ou de transition vers place).
Un processus sera repre´sente´ par un re´seau de Petri avec une entre´e et une sortie. Les
conditions sont repre´sente´es par des places et les taˆches par des transitions.
La figure 7.1 repre´sente un re´seau de Petri mode´lisant le processus de traitement des
constats d’assurance (pre´sente´ dans la section pre´ce´dente). Le constat est enregistre´ puis
soit un paiement est re´alise´ soit une lettre expliquant le rejet est envoye´e.
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Fig. 7.1 – Re´seau de Petri mode´lisant un processus d’assurance
[van der Aalst et van Hee, 2002]
Une place peut contenir des jetons. La structure du re´seau de Petri est fixe. Par contre
la re´partition des jetons entre les diffe´rentes places peut varier.
La transition record peut prendre des jetons de claim pour les placer dans under consi-
deration. Cette action correspond a` la re´alisation de la transition. La transition ne peut eˆtre
re´alise´e que lorsque toutes ces places en entre´e contiennent un jeton. Dans la figure 7.1, seul
la transition record peut eˆtre re´alise´e.
Nous allons maintenant expliciter les mode´lisations des diffe´rents me´canismes structu-
rant les processus. Ainsi, la figure 7.2 repre´sente une exe´cution se´quentielle. La taˆche 2 ne
peut eˆtre exe´cute´e que lorsque la taˆche 1 sera termine´e.
Fig. 7.2 – Exe´cution se´quentielle [van der Aalst et van Hee, 2002]
Pour l’exe´cution en paralle`le, les deux taˆches peuvent eˆtre re´alise´es simultane´ment ou
l’une apre`s l’autre. La figure 7.3 illustre la mode´lisation de cette structure. Pour permettre
ce type d’exe´cution alors qu’il n’y a qu’un jeton dans la place entrante, nous commenc¸ons
par une taˆche appele´e AND-split : t1. A partir, d’un jeton en c1, t1 produit deux jetons : un
en c2, un en c3. Comme la condition c2 est ve´rifie´e, la taˆche 1 peut eˆtre exe´cute´e, de meˆme
que la taˆche 2.
Enfin, t2 permet la synchronisation des deux taˆches. En effet, la transition t2 ne peut
eˆtre exe´cute´e que lorsque les conditions c4 et c5 sont ve´rifie´es.
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Fig. 7.3 – Exe´cution en paralle`le [van der Aalst et van Hee, 2002]
Un choix doit pouvoir eˆtre fait entre diffe´rentes taˆches, par exemple, une taˆche ne doit
eˆtre re´alise´e que dans les cas d’urgence, etc.
La figure 7.4 repre´sente ce type d’exe´cution. Pour choisir la taˆche a` re´aliser, ce re´seau
s’appuie sur les transitions t11 et t12 qui ve´rifient les pre´ conditions. En effet de`s que la
condition c1 est satisfaite, soit t11 soit t12 se de´clenche ce qui entraˆınera l’exe´cution de la
taˆche 1 ou de la taˆche 2. De`s qu’une des taˆches est termine´e, le OR-join s’assure qu’un jeton
apparaisse en c6.
La figure 7.5 permet e´galement de mode´liser cette situation mais le processus t1 repre´sente
les re`gles de de´cisions. Cette figure pre´sente mieux le choix entre les alternatives qui est
re´alise´ sur base des valeurs du jeton. La transition t1 produit un jeton soit en c2, soit en c3
(mais pas un dans chacun).
Fig. 7.4 – Exe´cution se´lective (1) [van der Aalst et van Hee, 2002]
Fig. 7.5 – Exe´cution se´lective (2) [van der Aalst et van Hee, 2002]
La structuration : re´pe´tition se base sur une taˆche et une condition a` remplir. Deux types
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existent : le repeat...until (voir figure 7.6) et le while...do (voir figure 7.7). Dans le premier
cas, la taˆche doit eˆtre re´alise´e avant de tester la condition. Dans le second cas, la condition
est teste´e avant de re´aliser la taˆche.
Fig. 7.6 – Exe´cution ite´rative (1) [van der Aalst et van Hee, 2002]
Fig. 7.7 – Exe´cution ite´rative (2) [van der Aalst et van Hee, 2002]
Nous avons conside´re´ jusqu’a` maintenant que la pre´sence d’un jeton dans les places
entrantes provoquait instantane´ment la re´alisation de la transition mais d’autres e´ve´nements
exte´rieurs influencent cette re´alisation : par exemple, une taˆche manuelle ne commence que
lorsque l’employe´ commence le traitement qu’il doit re´aliser.
La figure 7.8 montre la repre´sentation graphique de ces e´ve´nements exte´rieurs. Les taˆches
2 et 4 sont re´alise´es par des humains (il faut donc que les personnes puissent prendre en
charge la re´alisation de la transition). La taˆche 3 de´pend du temps (la transition doit eˆtre
re´alise´e a` une certaine heure) et la taˆche 1 attend un e´ve´nement exte´rieur (provenant d’une
application,..). Seule la taˆche 5 est automatique.
Fig. 7.8 – Plusieurs formes de transitions [van der Aalst et van Hee, 2002]
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7.2 Les techniques de mode´lisation d’un protocole
Un protocole en biologie de´crit pre´cise´ment les conditions, le de´roulement d’une expe´rience.
Pour re´aliser une expe´rience, le biologiste doit re´aliser des taˆches, nous pouvons donc
conside´rer un protocole comme un processus.
Comme la bioinformatique permet e´galement de re´aliser des expe´rience, les biologistes
mode´lisent les protocoles de bioinformatique comme les protocoles de biologie. Cette mode´lisation
se base sur les taˆches que le biologiste doit exe´cuter.
A cause de la difficulte´ pour le biologiste de re´aliser des enchaˆınements de services 2,
plusieurs projets tentent de proposer des outils pour aider a` cette re´alisation. On note
que l’apparition dans le domaine des syste`mes distribue´s et les recherches de´ja` effectue´es
contribuent fortement a` la re´alisation de ces outils. Pour pouvoir exe´cuter un enchaˆınement,
le biologiste le mode´lise en de´finissant les programmes utilise´s ainsi que les liens les unissant.
Dans cette partie, nous allons e´tudier la re´alisation d’un protocole au moyen de ces
deux mode´lisations. Ensuite, nous proposerons une approche mixte qui nous permettra
enfin d’inte´grer ces services “protocole” dans notre catalogue de service.
7.2.1 Approche oriente´e taˆche
Un protocole est d’abord repre´sente´ par un sche´ma mettant en avant les liens entre les
e´tapes. La se´mantique du sche´ma est semblable a` celle d’un re´seau de Petri mais seules les
transitions sont repre´sente´es. De plus, les me´canismes de structuration sont peu utilise´s car
le sche´ma est commente´.
La figure 7.9 repre´sente un protocole. Celui-ci explicite les bonnes pratiques pour re´aliser
un alignement de deux se´quences. Le biologiste doit d’abord re´aliser un dot plot 3. Ensuite,
d’apre`s le graphique re´sultat, il est capable de de´cider si les se´quences sont proches ou
e´loigne´es et donc choisir le type d’alignement le plus adapte´.
dot plot
alignement
local
alignement
global
FIN
Etape 1 : dot plot
Cette e´tape permet d’identifier
les re´gions de similarite´ de deux
se´quences
Etape 2 : alignement local OU
alignement global
D’apre`s l’e´tendue de la zone de si-
milarite´, aligner les se´quences selon
une des me´thodes propose´es.
Fig. 7.9 – Protocole de bioinformatique pour re´aliser un alignement pairwise
Ensuite, chaque e´tape de´taille la taˆche par une liste d’instructions ainsi que d’e´ventuels
2. La difficulte´ provient des nombreux formats, de la ne´cessite´ de faire interagir des sites distants.
3. Le dot plot est un graphique mettant en e´vidence les re´gions de similarite´ de deux se´quences.
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conseils. Les instructions comprennent le nom du programme a` utiliser avec e´ventuellement
l’adresse web, les valeur des parame`tres, etc. Les conseils sont principalement utilise´ dans
les tutoriaux (comme 2Can[EBI, 2004a] et ember[UMBER et al., 2004]) pour appre´hender
le fonctionnement du service et aider a` l’interpre´tation du re´sultat.
Par exemple, la figure 7.10 repre´sente l’e´tape 1 du protocole (voir figure 7.9).
ETAPE 1 : re´alisation d’un dot plot.
Pour visualiser les zones de similarite´, nous allons re´aliser un dot plot.
i) Visitez la page de dotmatcher sur le site de l’EBI et remplissez les
valeurs des deux premiers champs avec vos se´quences.
ii) Exe´cutez dotmatcher et examinez les re´sultats.
iii) L’information recherche´e n’apparaˆıt pas clairement sur le graphique?
Changez le parame`tre window et adaptez le threshold, puis re´-exe´cutez
le programme. (diminuer la taille de la feneˆtre ame`ne plus d’information
mais aussi plus de bruit)
Re´flexions...
• Quels est l’impact du parame`tre window?
• Et l’impact du parame`tre threshold?
Fig. 7.10 – Etape 1 du protocole 7.9
Le fait que ce protocole soit utilise´ par le biologiste pour re´aliser une expe´rience, et
qu’il corresponde a` une mode´lisation informelle du travail effectue´, induit que ces proto-
coles contiennent une masse d’informations sur le travail des biologistes. De plus, on peut
comparer ce protocole a` un workflow car il permet e´galement de standardiser une taˆche.
Evaluation par rapport aux re´seaux de Petri. La mode´lisation de ces protocoles est
informelle, ne´anmoins l’information pre´sente´e est utilisable par le biologiste pour exe´cuter
le workflow. Mais cette information n’est pas utilisable par l’ordinateur.
Cette mode´lisation permet d’exprimer les actions que l’utilisateur doit re´aliser. En
ge´ne´ral, il devra choisir entre plusieurs alternatives ou encore modifier une donne´e. Dans
cet exemple, l’utilisateur doit re´aliser deux actions : juger la qualite´ d’un re´sultat et choisir
le programme le plus adapte´.
Comme cette mode´lisation ne repre´sente que le travail d’un seul homme, le me´canisme
de structuration “paralle´lisation” n’existe pas. Lorsque le protocole sugge`re d’utiliser deux
programmes en paralle`le, il propose a` l’utilisateur de re´aliser les taˆches suivantes de manie`re
se´quentielle:
1. remplir le formulaire du premier programme puis lancer son exe´cution.
2. remplir le formulaire du second programme puis lancer son exe´cution.
96 Mode´lisation du protocole
3. attendre les deux re´sultats.
7.2.2 Approche oriente´e programme
Nous avions de´ja` souligne´ la difficulte´ d’enchaˆıner des services. Il e´tait donc indispen-
sable de disposer d’un outil permettant de re´aliser un enchaˆınement de services. A l’heure
actuelle, quelques projets tentent de re´aliser un e´diteur de workflow bioinformatique, ge´rant
e´galement l’exe´cution de ce workflow comme Taverna[EBI et al., 2004].
Pour re´aliser un workflow, l’utilisateur doit re´aliser un dessin repre´sentant les pro-
grammes utilise´s ainsi que les liens entre eux. Taverna pre´sentent les programmes comme
des rectangles jaunes ; le lien entre les programmes est re´alise´ par les donne´es (repre´sente´es
par des triangles bleus) : une fle`che partant de la donne´e vers le programme signifie que
la donne´e est un parame`tre en entre´e du programme, une fle`che partant du service vers la
donne´e signifie que la donne´e est un parame`tre en sortie.
Dans cette mode´lisation, notre protocole (voir figure 7.9) n’est pas re´alisable car on ne
sait pas mode´liser les choix re´alise´s par l’utilisateur lors de l’exe´cution. Le choix doit donc
eˆtre re´alise´ a priori lors de la mode´lisation du protocole. Nous faisons donc l’hypothe`se que
les se´quences sont e´loigne´es : le protocole se re´duit donc a` un dot plot et un alignement local
(qui peuvent de´sormais eˆtre re´alise´s en paralle`le). La figure 7.11 est la repre´sentation de ce
protocole.
Le service dot plot (programme dotmatcher) prend en entre´e les deux se´quences qu’il
doit comparer tout comme le service alignement local (programme water). Ces deux pro-
grammes produisent tous deux un fichier.
La mode´lisation utilise´e dans Taverna pre´sente quelques similitudes avec les re´seaux de
Petri. On pourrait comparer un rectangle programme avec une transition et, un triangle
donne´e avec une place. Ne´anmoins, la se´mantique des re´seaux de Petri est diffe´rente : une
place repre´sente une condition et non une donne´e utilise´e comme parame`tre.
Tout d’abord, un triangle donne´e permet de re´aliser tous les rectangles programmes
auxquels il est lie´ par des fle`ches input en dupliquant cette donne´e; contrairement aux
re´seaux de Petri, ou` un jeton ne peut eˆtre de´double´ que par une transition spe´cifique.
De plus, un triangle donne´e ne peut provenir que d’un rectangle transition. En effet,
une donne´e ne peut avoir qu’une provenance, on ne peut imaginer une donne´e cre´e´e par
plusieurs programmes.
Enfin, contrairement au re´seau de Petri, cette mode´lisation posse`de plusieurs triangles
donne´es en entre´e et en sortie. Ces donne´es correspondent a` la signature du protocole. Par
exemple, la signature du protocole de la figure 7.11 est repre´sente´ par :
f : sequence, sequence −→ graphique, alignement
Tout comme le service, le protocole ne peut eˆtre exe´cute´ que lorsque toutes les donne´es en
entre´e ont des valeurs et se termine lorsque les donne´es en sortie ont e´te´ produites.
Cette mode´lisation peut eˆtre conside´re´e comme une adaptation des re´seaux de Petri. Il
faut ajouter au sche´ma certaines contraintes (une place ne peut provenir que d’une seule
transition), enlever certaines contraintes (un processus a une place entrante et une place
sortante).
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Fig. 7.11 – Re´alisation au moyen de Taverna du protocole alignement pairwise
[EBI et al., 2004]
Enfin, une place donne´e doit contenir un jeton de`s qu’une transition est re´alisable dans
une nouvelle configuration autrement dit de`s que la signature du service a change´. Par
exemple, la place sequence 1 contient 2 jetons : un a` destination de la transition dotmatcher,
un autre a` destination de la transition water
A cause de toute ses adaptations, cette mode´lisation est plus pratique que les re´seaux de
Petri pour pre´senter les programmes bioinformatiques et surtout ce qui les lie : les donne´es.
Evaluation par rapport aux re´seaux de Petri. La mode´lisation utilise´e par Taverna
est formelle. La repre´sentation d’un protocole par l’utilisateur permet a` Taverna de pouvoir
exe´cuter cet enchaˆınement. Il manque ne´anmoins une possibilite´ de commenter le protocole
et ainsi pre´senter ce protocole e´galement comme une expe´rience et non simplement comme
un enchaˆınement de services.
Cette mode´lisation ne repre´sente que le travail automatique et ne permet pas de repre´senter
les taˆches manuelles : les choix parmi plusieurs alternatives, une validation de donne´es, le
remplissage d’un formulaire, etc.
Les me´canismes de structuration “se´lection et ite´ration” ne sont pas re´alisables dans
cette mode´lisation. En effet, on peut seulement postposer la re´alisation de la transition a`
la fin de l’exe´cution d’un autre programme. Il n’y a pas d’autres moyens de soumettre le
de´clenchement d’un programme a` une condition quelconque : une expression logique entre
des parame`tres ou un choix re´alise´ par l’utilisateur. Il n’est donc pas possible de re´aliser des
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parcours diffe´rents d’apre`s les valeurs des donne´es.
7.2.3 Approche mixte
Ces deux approches sont diame´tralement oppose´es. L’une est a` destination de l’humain,
l’autre est a` destination de l’ordinateur. Nous voudrions proposer une approche permettant
a` la fois l’exe´cution automatique et l’inte´gration de taˆches manuelles (comme la validation,
le choix) de´crites dans l’approche taˆche.
L’approche programme nous semble la plus inte´ressante au niveau exe´cution tandis que
l’approche oriente´e taˆche nous apparaˆıt comme la plus comple`te. Or les re´seaux de Petri
permettent de mode´liser non seulement les taˆches automatiques mais e´galement les taˆches
manuelles.
Nous allons donc mode´liser le protocole oriente´ taˆche au moyen des re´seaux de Petri
mais e´galement au moyen de l’approche programme pour les services automatiques.
Tout d’abord, nous allons de´finir les diffe´rentes taˆches cite´es dans la description du
protocole. Cette premie`re analyse identifiera les points importants de la description a` la fois
les services du catalogue mais aussi les taˆches humaines.
Par exemple, la figure 7.12 repre´sente les taˆches ne´cessaires pour re´aliser chaque e´tapes
du protocole 7.9. Les taˆches dot plot, alignement local et alignement global sont e´videntes,
elles correspondent aux appels de service. La taˆche satisfait? permettra a` l’utilisateur de
visualiser la donne´e et de donner son niveau de satisfaction. La taˆche choix permettra a`
l’utilisateur de choisir entre un alignement local ou un alignement global.
dot plot satisfait ?
Etape 1
alignement
local
choix
Etape 2
alignement
global
Fig. 7.12 – Vision statique du protocole alignement pairwise
Ensuite, chaque service doit eˆtre de´fini par une signature. Cette signature permettra de
mettre en e´vidence la production/transformation de donne´e de chaque taˆche. Les services
automatiques sont de´ja` de´finis dans le catalogue de services par les signatures 4 suivantes:
dot plot : sequence,sequence −→ graphique
alignement local : sequence,sequence −→ alignement
alignement global : sequence,sequence −→ alignement
4. Ces signatures sont simplifie´es, elles ne contiennent que les parties input et output, pas les autres
parame`tres.
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Les services manuels ne sont pas de´finis. Cette signature permettra de souligner les
indices donne´s a` l’utilisateur (input) et les donne´es, de´cisions, etc. que l’utilisateur doit
produire (output). De plus, dans le cadre d’un choix, il est e´galement important de de´finir
les alternatives.
Par exemple, le service satisfait? est de´fini par
satisfait? : graphique −→ {Y ES,NO}
satisfait?(x) := if x pre´sente information then Y ES else NO
et le service choix est de´fini par
choix : graphique −→ {1,2}
choix(x) := if x pre´sente ligne continu then 2(alignement global) else 1(alignement local)
Enfin, il faut pre´senter les liens entre ces diffe´rentes signatures. Les services automatiques
sont pre´sente´s selon l’approche programme (les ronds verts correspondent a` des donne´es)
tandis que le reste de la mode´lisation s’appuie sur les re´seaux de Petri classiques.
Par exemple, la figure 7.13 repre´sente l’enchaˆınement des taˆches ne´cessaires pour re´aliser
chaque e´tapes du protocole 7.9.
dot plot
satisfait ?
alignement
local
choix
alignement
global
NO
YES
1 2
OR-split
OR-split
AND-split
(duplication implicite
des donnees)
premiere 
decision
(simili place 
d’entree)
Fig. 7.13 – Vision dynamique du protocole alignement pairwise
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Les taˆches de de´cisions vont ge´ne´rer le jeton qui influencera le choix de la transition
re´alisable. Donc, il n’y a pas de place d’entre´e contenant le jeton de de´part (le de´part ne
peut se faire que lorsque toutes les donne´es d’input sont comple´te´es). Cela ne pose pas de
proble`me sauf si le premier me´canisme de structuration est de type repeat...until. En effet, le
jeton doit eˆtre pre´sent avant de pouvoir re´aliser la premie`re e´tape. Par exemple, notre pro-
tocole commence par une telle transition : repeat dot plot until satisfait?. Une place a donc
duˆ eˆtre conside´re´e comme simili-entre´e. Le de´part ne peut se faire que lorsque les donne´es
d’entre´e sont comple´te´es et qu’un jeton se trouve dans la place de simili-entre´e. Il faudra
donc mettre un jeton dans cette place lors de la demande par l’utilisateur de l’exe´cution du
protocole.
Evaluation par rapport aux re´seaux de Petri. Notre mode´lisation est formelle et
comple`te. L’information pre´sente´e est a` destination de l’ordinateur mais elle inte`gre les
e´le´ments permettant d’interagir avec l’utilisateur. Ne´anmoins l’approche taˆche sera tou-
jours la bienvenue comme documentation pour le biologiste.
7.3 Liens vers le reste de la mode´lisation
Un protocole permet de documenter un service. Il fait donc re´fe´rence a` un service offert
a` l’utilisateur. Dans cette partie, nous allons tenter de relier les protocoles a` notre catalogue
de services. Jusqu’a` pre´sent, nous avions principalement conside´re´ que les services pre´sents
dans notre catalogue e´tait des services simples - c-a`-d lier a` un seul type de services. Nous
n’avions pas pense´ le service en tant qu’ensemble de services. Nous allons donc voir comment
nous pouvons caracte´riser les protocoles en terme de service et de description d’IHM.
7.3.1 Liens vers le service
Le protocole par l’assemblage d’autres services permet la cre´ation de nouveaux services.
Ces services seront abstraits, en effet, ils ne sont pas instanciables. Ces services seront
re´alise´s par un ensemble d’instances de service (chaque instance correspondra a` un service
automatique du sche´ma).
Par exemple, le protocole de´fini dans ce chapitre (voir figure 7.13) documente le service
abstrait alignement pairwise.
Ce nouveau service doit avoir des caracte´ristiques de service : la signature, une descrip-
tion fonctionnelle pour pouvoir en offrir l’acce`s a` tous les utilisateurs.
La signature sera ge´ne´re´e a` partir des signatures des diffe´rentes taˆches. En effet, les
donne´es ne´cessaires en entre´e sont d’une part : les places sans provenance du sche´ma (dans
notre exemple : se´quence 1 et 2) et tous les autres parame`tres des diffe´rents services auto-
matiques appele´s ainsi que les choix re´alise´s par les utilisateurs. Les donne´es en sortie seront
les re´sultats interme´diaires et finaux.
La signature du service sera donc compose´e de :
– input =
⋃
x ∈ S inputx \ output
– autres parametres =
⋃
x ∈ S autres parametresx +
⋃
y ∈ C outputy
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– output =
⋃
x ∈ S outputx
ou` S et C correspond respectivement a` l’ensemble des services
automatiques et manuels utilise´s.
Par exemple, notre protocole aura comme signature :
– input = sequence 1, sequence 2
– autres parametres = window size, threshold, satisfait, choix, gap opening penalty,
gap extension penalty, matrice de substitution
– output = dot-plot, alignement local, alignement global.
La description fonctionnelle sera re´alise´e par l’utilisateur lors de l’enregistrement de son
service. Par exemple, le protocole de´fini dans ce chapitre aura comme description fonction-
nelle la table 7.1.
nom valeur
nom alignement pairwise
description permet de comparer deux se´quences
traitement me´tier alignement pairwise
algorithme ne´ant
Tab. 7.1 – Description fonctionnelle du protocole alignement pairwise
7.3.2 Liens vers l’Interface Homme Machine
Ce nouveau service a e´galement besoin d’une interface utilisateur. En effet, une fois ce
nouveau service cre´e´, l’utilisateur doit pouvoir l’invoquer et donc dialoguer avec ce service,
particulie`rement dans le cadre des taˆches manuelles.
Comme la signature du protocole est construit sur base des signatures des services, la
pre´sentation du protocole s’appuiera sur les pre´sentations des services.
La pre´sentation des taˆches automatiques est de´ja` stocke´e dans le catalogue de service.
Par exemple, la figure 6.7 (page 77) repre´sente le service alignement local.
Par contre, les taˆches manuelles doivent eˆtre de´finies. Leur caracte´ristique majeure est
de devoir interagir avec l’utilisateur. Pour re´aliser cette pre´sentation, nous allons nous baser
sur leur signature. D’une part, l’input repre´sente les indices donne´s a` l’utilisateur. L’inter-
face doit donc permettre a` l’utilisateur de visualiser ces donne´es. D’autre part, l’output
repre´sente la donne´e, la de´cision produite par l’utilisateur. L’interface doit donc donner a`
l’utilisateur les moyens de produire une donne´e, une de´cision, etc.
Par exemple, la taˆche manuelle choix a e´te´ repre´sente´e par la figure 7.14. Elle est
constitue´e de deux parties : une repre´sentant la donne´e (input), l’autre permettant a` l’uti-
lisateur d’interagir et de renvoyer au syste`me son choix (output). L’output du service sera
1 si l’utilisateur appuie sur le bouton alignement local, 2 s’il appuie sur le second bouton :
alignement global.
Le nombre de services pre´sents dans un protocole peut eˆtre e´leve´. Il nous semble donc
important de pre´voir des mode`les pouvant contenir plusieurs services.
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Fig. 7.14 – Pre´sentation de la taˆche choix
Par exemple, la figure 7.15 repre´sente une interface qui prend en compte le service
satisfait? et le service dot plot pre´vu si l’utilisateur souhaite re´-exe´cuter ce service. En ef-
fet, les diffe´rents parame`tres a` modifier pour ame´liorer le re´sultat du dot-plot sont pre´sente´s.
Fig. 7.15 – Pre´sentation de la taˆche satisfait?
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Le dialogue devra eˆtre tre`s proche du protocole. En effet, il exprime e´galement une
notion d’enchaˆınement mais les bases sont diffe´rentes. Le protocole enchaˆıne les services,
le dialogue enchaˆıne les interfaces permettant aux utilisateurs de parame´trer les diffe´rents
services.
Dans le cas d’un service automatique, l’interface ainsi que la conversation du service
sont de´ja` re´alise´es. Il suffit donc de lancer la conversation et d’attendre que cette conversa-
tion soit finie. La machine a` e´tats du service pre´viendra par un signal exe (en ge´ne´ral, ce
signal sera envoye´ lorsque l’utilisateur appuie sur le bouton EXECUTER). La translation
du protocole vers la machine a` e´tats est pre´sente´e a` la figure 7.16.
dot plot
dot plot.exe
lancer la conversation
du service dot plot
q?
Fig. 7.16 – Liens entre protocole et machine a` e´tats (service automatique)
Dans le cas d’un service manuel, la pre´sentation vient d’eˆtre de´finie. Il faut donc e´galement
de´finir leur conversation.
Cette pre´sentation s’appuie sur des donne´es a` pre´senter a` l’utilisateur. Donc, pour pou-
voir pre´senter le service a` l’utilisateur, les services re´alisant ces donne´es doivent eˆtre ter-
mine´s. Il faut donc que lors de l’exe´cution du protocole, la conversation soit pre´venue des
re´alisations des donne´es pour ensuite pouvoir afficher cette donne´e.
La pre´sentation propose e´galement a` l’utilisateur les diffe´rentes alternatives. La de´cision
de l’utilisateur parvient a` la conversation au moyen d’e´ve´nements. La conversation doit donc
communiquer ce choix au protocole. Pour ce faire, une nouvelle action est donc disponible :
forward qui envoie au protocole la de´cision de l’utilisateur 5.
La figure 7.17 repre´sente le translation du protocole vers la machine a` e´tats pour le
service choix (pre´sentation : voir figure 7.14).
5. Lorsque l’utilisateur doit fournir une donne´e au service, le dialogue devra re´cupe´rer la donne´e dans la
pre´sentation pour la faire parvenir au protocole.
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choix
1 2
q?
donnee_existe
ouvrir fenetre
 (choix alignement)
clic sur le bouton
alignement global
fermer fenetre 
(choix alignement)
forward 2
clic sur le bouton
alignement local
fermer fenetre
 (choix alignement)
forward 1
Fig. 7.17 – Liens entre protocole et machine a` e´tats (service manuel)
Il est ainsi possible de de´finir pour chaque service sa conversation. A partir de ces conver-
sations, nous pouvons re´aliser la conversation du protocole. Il suffit de baser l’enchaˆınement
des services sur l’ordre des transitions du protocole.
Si une pre´sentation permet de re´aliser plusieurs services, sa conversation doit prendre
en compte les diffe´rents e´ve´nements et les actions des diffe´rents services (seules les actions
de type ouvrir et fermer des feneˆtres peuvent eˆtre omises).
Par exemple, la figure 7.18 pre´sente la machine a` e´tats de notre protocole.
Cette machine a` e´tats anime les feneˆtres : dot-plot, satisfait? et dot-plot (figure 7.15),
choix (figure 7.14), alignement local (figure 6.7) et alignement global.
donnee_existe
dot plot.exe
clic sur le bouton
SUITE
clic sur le bouton
alignement local
clic sur le bouton
alignement global
q0 : parametrisation du dot plot
q1 : attente des resultats
q2 : satisfaction des resultats
q3 : choix alignement
q4 : parametrisation alignement local
q5 : parametrisation alignement global
q6 : fin du service
alignement local.exe
alignement global.exe
ouvir fenetre
(valide resulta)
forward NO
afficher
resultat
fermer fenetre
(valide resultat)
forward YES
ouvrir fenetre
 (choix alignement)
fermer fenetre (choix alignement)
forward 1
lancer la conversation
du service alignement
local
q0
q2
q3
q4
q6
q5
q7
q1
Initialisation
lancer la conversation
du service dot plot
fermer fenetre 
(choix alignement)
forward 2
lancer la conversation du service alignement global
clic sur 
le bouton
EXECUTE
donnee_existe
Fig. 7.18 – Dialogue du protocole alignement pairwise
7.4 Conclusions
Les pre´ce´dents chapitres ont mis en e´vidence la difficulte´ de re´aliser automatiquement
un enchaˆınement de services. Jusqu’il y a peu la seule possibilite´ consistait a` e´crire un script
(petit programme) ge´ne´ralement en Perl. Or ce besoin de collaboration devient de plus en
plus important.
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Dans ce chapitre, nous avons d’abord e´tudie´ les techniques de mode´lisation utilise´es
en informatique pour prendre en compte un enchaˆınement de taˆches. Nous avons ensuite
analyse´ les techniques utilise´es aujourd’hui pour mode´liser ces enchaˆınements appele´s proto-
coles. Enfin, nous avons re´alise´ notre propre mode´lisation. Celle-ci permet d’enchaˆıner non
seulement les programmes mais permet e´galement a` l’utilisateur d’interagir avec le service.
Enfin, un enchaˆınement de services sera conside´re´ comme un service et sera donc de´crit
par une signature ainsi que par une IHM. Cette IHM ne pre´sente pas la mode´lisation de
l’enchaˆınement mais la parame´trisation des diffe´rents services utilise´s, elle est donc a` porte´e
de tous les utilisateurs contrairement a` la mode´lisation de l’enchaˆınement (aussi bien notre
mode´lisation du protocole que Taverna) qui ne´cessite plus d’expe´rience.
L’annexe B propose la mode´lisation de notre exemple fil rouge.
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Chapitre 8
Perspectives
Ce me´moire a permis de mode´liser les principaux e´le´ments constitutifs de la bioin-
formatique : la donne´e, le service, l’IHM et enfin le protocole. Ne´anmoins, ce travail de
mode´lisation peut eˆtre comple´te´ pour permettre une simplification accrue de l’usage de la
bioinformatique.
Ainsi, nous avons de´fini une mode´lisation comple`te mais nous n’avons pas mis en
e´vidence l’influence de cette mode´lisation sur la pre´sentation d’une donne´e.
Ensuite, la pre´sentation d’un service dans notre mode´lisation n’est re´alise´e qu’au moyen
d’un formulaire. Or ce formulaire n’est pas adapte´ a` l’utilisateur de´butant. Une alternative
serait un assistant autrement dit une interface qui se renseigne sur les intentions de l’utili-
sateur au moyen de questions.
Dans ce chapitre, nous allons rapidement e´voquer ces e´volutions que nous souhaiterions
voir ajouter a` notre mode´lisation.
8.1 Visualisation de la donne´e
Dans le chapitre 4, nous avons mis en e´vidence une mode´lisation comple`te de la donne´e.
Celle-ci comprend non seulement le contenu de la donne´e mais e´galement toutes les infor-
mations importantes pour le biologiste afin de faciliter sa comprehension de ces donne´es.
Ces informations devraient eˆtre accessibles au moyen d’une pre´sentation ade´quate comme
par exemple un menu permettant d’acce´der a` l’information sur les re´fe´rences identiques et
similaires.
En particulier, la visualisation d’un re´sultat d’exe´cution doit eˆtre soigne´e pour mettre
en e´vidence le passe´, le pre´sent et le futur de ce re´sultat.
Le passe´ est repre´sente´ par les parame`tres ayant permis de re´aliser la donne´e. Ce passe´
doit pouvoir eˆtre modifiable, en effet, il est difficile pour le biologiste d’obtenir un re´sultat
satisfaisant de`s la premie`re exe´cution. A partir de ses observations sur la donne´e, l’utilisateur
voudra peut-eˆtre re´-exe´cuter le meˆme service mais avec des parame`tres diffe´rents. De cette
fac¸on, il ame´liorera sa donne´e.
Le pre´sent sont les commentaires re´alise´s par le biologiste. Ces commentaires devraient
normalement lui permettre d’e´valuer a posteriori son expe´rience, sa donne´e.
Le futur, enfin, pre´sente les diffe´rents services inte´ressants a` effectuer. Proposer directe-
ment ces services a` l’utilisateur permettra de faciliter son acce`s a` tous ces services car il ne
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devra pas d’abord rechercher ce service et permettra e´galement a` l’utilisateur de de´couvrir
des services qu’il ne connaˆıt pas.
Fig. 8.1 – Visualisation des re´sultats
Par exemple, la figure 8.1 pre´sente la visualisation d’un blast re´alise´ dans le cadre,
par exemple, de l’expe´rience basique re´alise´e en de´but de me´moire. Ce meˆme re´sultat est
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aujourd’hui pre´sente´ dans la figure 1.7 (page 15).
Les parame`tres ayant permis de re´aliser cette donne´e sont la taille du mot et le niveau
maximum de l’E-value. Si le biologiste ne dispose pas d’assez d’entre´es, il peut alors tre`s
facilement acce´der a` ces parame`tres (augmenter le niveau maximum de l’E-value) et ainsi
ame´liorer sa donne´e (augmenter le nombre d’entre´es pre´sente´es).
Le biologiste peut e´galement faire des commentaires sur sa donne´e. Ici, il indique avoir
trouve´ des e´le´ments confirmant son hypothe`se.
Enfin, le syste`me propose au biologiste deux services. Ces services sont une suite logique
dans diverses expe´riences. Dans notre expe´rience, l’utilisateur choisit l’alignement pairwise
et poursuit ainsi cette expe´rience, sans recherche de ce service.
8.2 Autres pre´sentations du service
La pre´sentation du service est propose´e sous la forme d’un formulaire mais cette repre´sentation
utilise´e aujourd’hui ne permet pas aux utilisateurs de´butants de bien appre´hender le fonc-
tionnement du service pour pouvoir le parame´trer correctement.
Une alternative au formulaire pourrait eˆtre un assistant autrement dit une interface qui
pose des questions a` l’utilisateur pour trouver le service ainsi que les parame`tres ad-hoc.
Comme par exemple, la figure 8.2 qui repre´sente la premie`re e´tape dans la re´alisation d’un
alignement.
Fig. 8.2 – Pre´sentation de l’assistant Alignement
Pour re´aliser un tel assistant, il faut se baser sur les re`gles de choix d’un programme,
par exemple voir la table 5.13 (page 64) et re´aliser une table du meˆme genre concernant le
choix des parame`tres Ensuite, il faut traduire ces tables dans une certaine mode´lisation qui
permette a` partir des questions de trouver le service ide´al.
Notre premie`re ide´e de mode´lisation est l’arbre de de´cision. par exemple, la figure 8.3
donne pour l’alignement les diffe´rentes re`gles (la figure 8.2 est la repre´sentation du premier
palier de de´cision.) Il faudrait ve´rifier ne´anmoins que cette mode´lisation est suffisamment
comple`te pour permettre d’exprimer les diffe´rents services. Dans le cas contraire, il faudrait
pouvoir exprimer ces contraintes au moyen d’un autre formalisme.
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matcher(seq_1, seq_2,
1, 14, 4, BLOSSUM80)
alignement local
alignements locaux
alignement global
algorithme
dynamique
algorithme
heuristique
petite
taille
grande
taille
alignement
sequences 
fort similaires
matcher(seq_1, seq_2,
1, 20, 2, BLOSSUM40)
water(seq_1, seq_2,
10, 5, BLOSSUM62)
sequences 
peu similaires
matcher(seq_1, seq_2,
?, 14, 4, BLOSSUM80)
sequences 
fort similaires
sequences 
peu similaires
matcher(seq_1, seq_2,
?, 20, 2, BLOSSUM40)
Fig. 8.3 – Arbre de de´cision pour le service alignement
Conclusion 111
Conclusion
La bioinformatique peut eˆtre vue aujourd’hui comme une collection de sites autonomes.
Cette autonomie se traduit par des pre´sentations diffe´rentes qui demandent a` l’utilisateur
un effort d’adaptation. De plus, la grande diversite´ des logiciels d’analyse, les nombreux
formats de donne´es sont e´galement des freins a` l’utilisation de la bioinformatique pour des
utilisateurs non initie´s.
Des me´moires pre´ce´dents [Debaisieux et Desouza, 2003, Buyle et Dallons, 2003] ont per-
mis la re´alisation d’un prototype de syste`mes distribue´s applique´ a` la bioinformatique.
Celui-ci permettait de ge´rer l’acce`s aux services et les formats, facilitant ainsi le travail du
biologiste.
Cependant, ces travaux n’ont que tre`s peu aborde´ la mode´lisation d’un service et des
diffe´rents e´le´ments de´pendant de celui-ci comme l’IHM. Notre travail s’est inscrit dans la
suite de ces projets. Son objectif e´tait de mode´liser le service et ce qui y avait trait : les
donne´es, les IHM et les enchaˆınements de services. Cette mode´lisation devra pouvoir eˆtre
utilise´e par les fournisseurs de services mais dans certains cas aussi par les biologistes.
Dans ce travail de mode´lisation, nous avons essaye´ de faciliter l’acce`s a` la bioinformatique
pour tous les utilisateurs.
Cette mode´lisation devait d’abord fournir a` chaque utilisateur une vue homoge`ne des
services dont il avait besoin. La description du service est donc re´alise´e par le syste`me et
non plus par les diffe´rents fournisseurs.
Une uniformisation pour tous les utilisateurs de la caracte´risation d’un service n’e´tait pas
souhaitable. En effet, les attentes de l’utilisateur sont diffe´rentes car leur niveau (de´butant,
normal, expert) et leurs habitudes en terme de pre´sentation sont diffe´rents. Le service est
de´crit donc par plusieurs interfaces utilisateurs ainsi que par diffe´rentes interfaces homme
machine.
Ensuite, pour aider l’utilisateur a` ge´rer la diversite´ des logiciels, nous avons cre´e´ des
services abstraits. Ceux-ci sont des nouveaux services qui repre´sentent un type de service
autrement dit une ge´ne´ralisation d’un ensemble de services.
L’utilisateur peut donc acce´der a` un ensemble de services au moyen de l’interface d’un
seul service. Le syste`me trouvera dans cet ensemble le service le plus adapte´ qui re´alisera
la demande de l’utilisateur.
En outre, la mode´lisation d’enchaˆınement permet de re´aliser de nouveaux services. En
effet, cette mode´lisation se base sur les re´seaux de Petri. Ceux-ci pre´sentent suffisamment
d’informations pour eˆtre exe´cutables.
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De plus, notre mode´lisation permet non seulement de re´aliser un enchaˆınement de ser-
vices automatiques (les services du catalogue) mais permet e´galement de rajouter des ser-
vices manuels qui permettront a` l’utilisateur d’interagir lors de l’exe´cution du protocole pour
valider, choisir, etc.
Un enchaˆınement comme un service propose une description d’IHM. Cela permet aux
utilisateurs de´butants d’acce´der aise´ment a` ce type de service. Les autres utilisateurs pour-
ront acce´der aux services de´ja` de´finis mais pourront e´galement cre´er l’enchaˆınement qu’ils
souhaitent voir re´aliser.
Enfin, notre mode´lisation permet de prendre en compte d’autres caracte´ristiques comme :
– la donne´e, qui comprend de´sormais les commentaires du biologiste, sa provenance, les
services re´alise´s avec cette donne´e en entre´e, des re´fe´rences vers les bases de donne´es.
Toutes ces informations aideront le biologiste a` faire e´voluer la compre´hension qu’il a
de sa donne´e ;
– les caracte´ristiques de chaque appel. Cette information pourra eˆtre conside´re´e par le
biologiste comme e´tant les conditions d’expe´rience ;
– les programmes permettant de re´aliser plusieurs taˆches ;
– les multiples classifications qui s’adapteront a` la situation de l’utilisateur.
Toutes ces informations permettront de faciliter le travail du biologiste. Il pourra ainsi
se concentrer sur ses expe´riences.
Notre travail n’est qu’une e´bauche de mode´lisation. Il faudrait maintenant mettre en
oeuvre cette mode´lisation afin de ve´rifier sa re´alisation ainsi que ses impacts re´els sur l’uti-
lisation des outils bioinformatiques.
D’autres projets ont permis une mode´lisation du service par la re´alisation d’ontologie
comme [Wroe et al., 2003] mais ils n’ont pas mode´lise´ les e´le´ments annexes : IHM et proto-
cole. Notre travail par l’inte´gration de ces diffe´rents aspects est donc a` notre connaissance
unique.
Toutefois, notre mode´lisation ne constitue qu’un de´but d’analyse. De`s lors, notre mode´lisation
n’inte`gre pas la visualisation des donne´es en accord avec notre mode´lisation. De meˆme, elle
ne propose qu’un type de pre´sentation de service.
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Annexe A
Techniques d’alignement et de
recherche par similarite´
Pour comprendre l’inte´reˆt d’utiliser tel programme plutoˆt que tel autre, il est important
de comprendre les diffe´rences existant entre les diffe´rents programmes. Les explications
proviennent de : [BEN, 2004b].
Ce chapitre ne porte que sur l’e´tude des techniques d’alignement et de recherche de
similarite´ car elles sont utilise´es dans le cadre de notre fil rouge. Nous n’allons de´velopper que
les techniques d’alignement provenant du package EMBOSS[EBI, 2004c] et le programme
BLAST re´alisant la recherche de similarite´.
A.1 L’alignement
Un alignement est un processus ou` l’on cherche a` trouver les e´ve´nements qui ont pu
transformer une se´quence source en se´quence cible. Les transformations sont soit des sub-
stitutions, soit des insertions, soit des suppressions ou “deletions”. Voici un exemple d’ali-
gnement (voir figure A.1).
A G G C A T G G T
A A C T A T G T T
Deletion (indels)
substitution
Insertion (indels)
target
source
Fig. A.1 – Principe de l’alignement [BEN, 2004b]
La repre´sentation informatique de cet alignement est pre´sente´e a` la figure A.2. Les in-
sertions et deletions sont repre´sente´es par des caracte`res - appele´s “gap”. Les caracte`res
entre les se´quences permettent de voir si il y a eu mutation : “.”, si la correspondance est
parfaite : “|”.
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Fig. A.2 – Re´sultat d’un programme d’alignement
re´sultat du programme needle (package EMBOSS) (re´alise´ aupre`s du fournisseur :
http://www.be.embnet.org/wEMBOSS/)
En effet, assez rapidement les bioinformaticiens ont re´alise´ des programmes permettant
de trouver une mutation entre deux se´quences. Ces programmes ge´ne`rent une se´rie de mu-
tations, e´valuent leur probabilite´ de fac¸on approximative au moyen d’un score et affichent
la mutation qui a probablement eu lieu ainsi que le score re´alise´ (dans l’exemple le score est
de 12).
Malheureusement, il n’existe pas qu’un seul algorithme qui permette de toujours trouver
cette mutation. Les bioinformaticiens ont de´veloppe´ une se´rie d’outils, chacun adapte´ a` une
situation pre´cise. Nous avons fait diffe´rentes distinctions sur ces outils.
La premie`re distinction se base sur la me´thode de l’outil, autrement dit sur le produit de
l’outil. La seconde distinction se base sur la technique de l’outil ou algorithme, autrement
dit la base de son calcul. La dernie`re distinction se base sur le programme proprement dit.
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A.1.1 Les diffe´rentes me´thodes
Pour comparer deux se´quences, il existe diffe´rentes me´thodes. Ces me´thodes produisent
diffe´rents types de re´sultats : un graphique (dot plot) ou encore un alignement (comme la
figure A.2).
Utiliser des me´thodes diffe´rentes est inte´ressant. En effet, les diffe´rents types de re´sultats
apportent des informations comple´mentaires.
Pour l’alignement, les me´thodes disponibles sont :
– le dot plot (figure A.3). C’est un graphique repre´sentant les zones de similarite´, chaque
segment correspond a` un alignement. Il permet d’avoir une vue d’ensemble.
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Fig. A.3 – Dot plot [BEN, 2004b]
Le graphe pre´sente la fonction :
f(x,y) = 1 si x = y, 0 sinon
ou` la se´quence 1 est place´e en abscisse et la se´quence 2 en ordonne´e.
– l’alignement global (figure A.4). Cette me´thode aligne les deux se´quences sur tout leur
longueur.
A
B
global Alignment 
Fig. A.4 – Alignement global [BEN, 2004b]
Pour re´aliser l’alignement, le programme calcule le score en se basant sur :
– une matrice de substitution s : matrice qui indique le couˆt du changement d’un
acide amine´ par un autre, en effet a` cause de certaines proprie´te´s chimiques,
certaines mutations sont plus observe´es que d’autres (exemple : figure A.6).
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– deux entiers repre´sentant le couˆt de l’ouverture et de l’extension d’un gap. Le
gap est le trou qui met en e´vidence l’insertion ou la de´le´tion. Il est important
de distinguer l’ouverture de l’extension, car de`s qu’une rupture se cre´e dans la
chaˆıne (ouverture), il est plus aise´ pour d’autres nucle´otides ou acides amine´s de
s’inse´rer (extension).
Pour permettre la compre´hension de l’algorithme, nous avons simplifie´ l’algo-
rithme : un seul parame`tre d correspond au couˆt d’un gap (le couˆt d’un gap
correspond a` la pe´nalite´ introduite par une cassure dans la chaˆıne).
Le calcul du score se base sur une matrice : chaque e´le´ment de la matrice correspond
au score de l’alignement pour le segment de 1 a` i e´le´ments de la se´quence source et
de 1 a` j pour la se´quence cible.
F (i,j) = max


F (i− 1,j − 1) + s(xi,yj) e´le´ment identique ou mutation
F (i− 1,j)− d insertion d′un gap dans la se´quence source
F (i,j − 1)− d insertion d′un gap dans la se´quence cible
Les bords de cette matrice sont calcule´s par : F (i,0) = −id, F (0,j) = −jd
Le choix de l’e´le´ment offrant le maximum va permettre de re´aliser un chemin dans
cette matrice (d’apre`s l’e´le´ment sur lequel se base le calcul).
Le score final est le dernier e´le´ment : en bas a` droite. A partir de cet e´le´ment, nous
allons retrouver les choix (mutation, insertion, de´le´tion) qui vont ainsi permettre de
re´aliser l’alignement des deux se´quences (voir exemple en fin de section).
– l’alignement local (figure A.5). Cette me´thode aligne les deux se´quences sur leur(s)
partie(s) la(les) plus similaire(s) et ignore les parties peu similaire.
local Alignment
A
B
Fig. A.5 – Alignement local [BEN, 2004b]
Le principe est semblable a` celui de l’alignement global. Seule la fonction est diffe´rente
pour permettre de prendre en compte un alignement d’un segment des se´quences.
F (i,j) = max


F (i− 1,j − 1) + s(xi,yj) e´le´ment identique ou mutation
F (i− 1,j)− d insertion d′un gap dans la se´quence source
F (i,j − 1)− d insertion d′un gap dans la se´quence cible
0 de´but de l′alignement
Les bords de cette matrice sont calcule´s comme F (i,0) = 0, F (0,j) = 0.
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Chacune de ces me´thodes va donc permettre a` l’utilisateur de visualiser la meˆme infor-
mation (similitude entre ces deux se´quences) mais de manie`re tre`s diffe´rente.
On conseille, en ge´ne´ral, a` l’utilisateur de faire d’abord un dot plot pour se rendre compte
de son degre´ de similitude et un alignement local tant qu’il ne sait pas si ses se´quences
s’alignent sur toute leur longueur.
Exemple : re´alisation d’un alignement global entre HEAGAWGHEE et PAWHEAE.
La figure A.6 repre´sente la matrice de substitution utilise´e pour ce calcul. La couˆt d’un
gap est de 10.
660-3-3-1-3-160E
-1-1-20-3505-1-2A
660-3-3-1-3-160E
0010-2-3-2-2-2010H
-3-3-3-315-3-3-3-3-3W
-1-1-20-3505-1-2A
-1-1-2-2-4-1-2-1-1-2P
EEHGWAGAEH
Fig. A.6 – Exemple de matrice de substitution [BEN, 2004b]
La figure A.7 repre´sente la matrice qui permet d’obtenir l’alignement optimal. Deux
chemins e´quivalents permettent de re´aliser le score maximum : -8. Ces deux alignements
sont pre´sente´s dans les deux cadres rouges.
-100-90-80-70-60-50-40-30-20-100
-70
-60
-50
-40
-30
-20
-10
-8-17-14-15-16-20-11-19-34-50E
-6-14-23-14-12-13-19-9-24-40A
-14-5-13-23-14-9-18-23-14-30E
-31-21-11-13-21-11-8-15-22-20H
-51-41-31-21-11-19-9-6-13-22W
-76-66-56-46-36-26-16-6-3-12A
-91-81-71-61-51-41-31-21-11-2P
EEHGWAGAEH
HEAGAWGHEE
---PAWHEAE
HEAGAWGHEE
-P--AWHEAE
Fig. A.7 – Exemple de matrice permettant de calculer un alignement global [BEN, 2004b]
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A.1.2 Les diffe´rentes techniques
Pour chacune de ces me´thodes, diffe´rentes techniques existent. Ces techniques ont e´te´
de´veloppe´es pour adapter la me´thode a` la taille des donne´es, aux types de donne´es en
entre´e,...
Ainsi, pour l’alignement local, il existe :
– une technique pre´cise mais gourmande en temps et en CPU (algorithme de Smith-
Waterman : base´ sur la matrice pre´sente´ ci-dessus).
– une version se basant sur des heuristiques (blast voir ci-apre`s). Elle est un peu moins
pre´cise mais plus rapide.
De meˆme que pour le dot plot, deux techniques ont e´te´ de´veloppe´es : la technique ”word”
et la technique ”window stringency” (voir figure A.8).
C T A A G T C T T
C
T
A
A
A
A
C
C
G
T
C T A A G T C T T
C
T
A
A
A
A
C
C
G
T
window = 3 threshold = 2.0word = 1
Fig. A.8 – Diffe´rentes techniques de dot plot [BEN, 2004b]
La premie`re me´thode place une croix si les mots sont identiques. La se´quence est
de´coupe´e en mots. Une lettre n’appartient qu’a` un mot. Un parame`tre essentiel de cette
me´thode est la taille du mot.
La seconde me´thode ve´rifie que les morceaux de se´quences sont similaires (pas exacte-
ment identiques). Celle-ci se base sur la ”sliding window” (voir figure A.9). On aligne chaque
feneˆtre de la se´quence 1 contre toutes les feneˆtres de la se´quence 2 et si le score de´passe la
stringency, un point est mis sur le graphique.
Fig. A.9 – Technique de ”splicing window” [Claverie et Notredame, 2003]
Ces diffe´rentes techniques ont un impact sur le re´sultat. L’utilisateur doit donc savoir
s’il pre´fe`re un alignement pre´cis ou s’il accorde plus d’importance au temps de re´ponses.
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Dans le cas du dot plot, l’utilisateur doit utiliser la technique window/stringency lorsque
les se´quences sont e´loigne´es.
A.1.3 Les diffe´rents programmes
Dans la suite EMBOSS [EBI, 2004c], on trouve trois programmes permettant de re´aliser
un alignement global (algorithme Needleman-Wunsch) : est2genome, needle et stretcher.
Il est pre´fe´rable d’utiliser :
– needle, lorsque la se´quence est courte (moins de 10Kb) car sa complexite´ est de O(n).
– stretcher lorsque la se´quence est grande parce que sa complexite´ est moindre.
– est2genome, ce programme a e´te´ spe´cifiquement conc¸u pour comparer des EST 1 a` un
ge´nome 2.
La diffe´rence entre needle et stretcher est similaire a` la diffe´rence entre water et matcher
pour l’alignement local re´alise´ au moyen de l’algorithme Smith-Waterman.
Ces diffe´rences accroissent le nombre d’outils pour re´aliser un alignement, ce qui fait
que beaucoup de biologistes n’utilisent pas le meilleur programme.
A.2 Recherche de similarite´ aupre`s de bases de donne´es
Ces programmes permettent a` l’utilisateur d’obtenir une liste de se´quences similaires
a` sa se´quence requeˆte. Pour ce faire, ces programmes re´alisent un alignement pairwise de
toutes les se´quences de la base de donne´es contre la se´quence requeˆte, il ne pre´sente a`
l’utilisateur que les correspondances les plus significatives.
Force´ment, ces outils sont en forte connexion avec les techniques d’alignement (principa-
lement local). On retrouve des outils se basant sur les techniques : Smith-Waterman et blast.
Nous allons nous inte´resser seulement a` l’outil BLAST (Basic Local Alignment Search
Tools). Celui-ci est un des programmes les plus rapides re´alisant une recherche par similarite´.
Cet algorithme peut eˆtre de´coupe´ en e´tapes :
1. Cre´ation d’une liste de mots de longueur w avec les plus grand score. (w = 3, pour
les prote´ines, 11 pour les nucle´otides)(voir A.10).
1. EST signifie Expressed Sequence Tags. C’est une se´quence partielle d’ADN de quelques centaines de
nucle´otides provenant d’un ARN. On l’utilise plutot que l’ARN car il offre l’immense avantage d’eˆtre plus
stable que la mole´cule d’ARN et de pouvoir eˆtre stocke´, copie´ et se´quence´.
2. Un ge´nome est une se´quence d’ADN codant pour une prote´ine
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query sequence of length L 
Maximum L-W+1 words (w~3 for proteins)
Uses a matrix
(PAM ou BLOSSUM, etc.)
-> list of words with a score ? T=11 (treshold)
Fig. A.10 – BLAST : premie`re e´tape [BEN, 2004b]
La se´quence requeˆte est divise´e en mots. Le programme ne retient que les mots les
plus significatifs, rares (ce calcul se base sur une matrice de substitution - correspond
a` un score).
2. Comparaison : liste de mots / base de donne´e → exact match (voir A.11).
Exact matches
Fig. A.11 – BLAST : seconde e´tape [BEN, 2004b]
On compare maintenant ces mots avec la base de donne´es. Seules les correspondances
exactes sont retenues.
3. Extension de ces correspondances et re´alisation du meilleur alignement local (voir
A.12).
The high-scoring segment pairs, HSPs, form 
the basis of the ungapped alignments of BLAST
EGDCVFDGMIGSDQGSL
E  C+ +G G+D GS+
EAGCLQNGQRGTDVGSV
query seq.:
database seq:
G S D Q G S L R F D G F D V E C D
G T D V G S V M D E I P N D F E C
6 1 6-2 6 4 2-1-3 2-4-4 1-3-3-4-5
Fig. A.12 – BLAST : dernie`re e´tape [BEN, 2004b]
A partir de ces se´quences provenant de la base de donne´es, le programme essaye
d’e´tendre cette zone en alignant le reste de la se´quence. Il ne garde que les se´quences
ayant un score de´passant un certain seuil.
4. Calcul pour chaque se´quence similaire de l’E-value.
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L’E-value correspond au nombre d’alignements diffe´rents avec un score e´quivalent ou
plus e´leve´ qui serait conside´re´ par BLAST comme similaire par hasard. Plus sa valeur
est petite plus le score est significatif et donc la probabilite´ que ces se´quences soient
similaires est e´leve´e.
Ces diffe´rentes e´tapes permettent d’e´viter le nombre de comparaisons trop important.
Ce programme peut e´galement eˆtre utilise´ pour comparer deux se´quences.
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Annexe B
Application de notre mode´lisation
a` l’exemple fil rouge
Dans notre chapitre sur la bioinformatique, nous avons introduit une expe´rience basique
(voir section 1.3 page 12). Cet exemple sera mode´lise´ au moyen des diffe´rents outils de´finis
dans ce me´moire. Il sera ainsi de´fini comme un nouveau service.
Cette mode´lisation a e´te´ re´alise´e en trois e´tapes, nous avons d’abord de´fini rapidement
le protocole (ou l’enchaˆınement des services), pour ensuite nous inte´resser au service (non
seulement le service final, mais les diffe´rents services utilise´s dans le protocole). Enfin, nous
aborderons l’apparence de ce service par la mode´lisation de l’IHM.
B.1 Le protocole
Dans l’exemple d’utilisation pre´sente´, l’utilisateur re´alisait d’abord une recherche de
se´quences similaires. Ensuite, il se´lectionnait les donne´es qui lui semblaient inte´ressantes. Il
devait ensuite se rendre aupre`s d’un autre fournisseur. La`, il pouvait re´aliser un alignement
et un dot plot qui lui permettait de comparer les donne´es inte´ressantes avec la donne´e en
entre´e.
On peut de´finir cet enchaˆınement comme un service au moyen de notre mode´lisation.
La figure B.1 repre´sente ce service : le service calcule d’abord les se´quences similaires
a` une donne´e en entre´e. Ensuite, il demande a` l’utilisateur de se´lectionner les donne´es
inte´ressantes. Enfin, il compare les donne´es se´lectionne´es a` la se´quence en entre´e au moyen
d’un alignement local et d’un dot plot.
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blast
choix 
des donnees
alignement
localdot plot
AND-split
(duplication implicite
des donnees)
Fig. B.1 – Repre´sentation dynamique du protocole blast et approfondissement de certains
re´sultats
B.2 Les services
Dans cette section, nous allons d’abord e´tudier les diffe´rents services utilise´s dans le
protocole. Ceux-ci sont soit automatiques, soit manuels. Enfin, nous aborderons la signature
du service que nous venons de cre´er.
B.2.1 Les services automatiques utilise´s
Dans le protocole (voir figure B.1), trois services automatiques sont pre´sente´s : blast,
alignement local et dot plot.
Blast est mode´lise´ par la figure B.2 (e´galement par la figure 5.9 page 60). C’est un
exemple de service concret se basant sur une imple´mentation capable d’offrir plusieurs
services.
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Service (concret)
re´alise´ par l’imple´mentation BLAST
– id : S12375
– nom : BLAST
– description : service permettant de trouver des se´quences similaires dans une base de
donne´es
– traitement : recherche par similarite´
– algorithme : BLAST
– pre´cision : faible
– signature “niveau de´butant” :
f(c {blastp, blastn}, x sequence, y sequenceBD [format = BLAST format]) = z liste-
sequence
– signature “niveau normal” :
f(c {blastp, blastn}, x sequence, y sequenceBD [format = BLAST format], ex-
pect value int, word size int) = z listesequence
Fig. B.2 – Mode´lisation du service BLAST
Alignement local est mode´lise´ par la figure B.3 (e´galement par la figure 5.15 page
66). C’est un exemple de service abstrait qui est re´alise´ par deux services concrets : water
et matcher (deux programmes du package EMBOSS). Lors de l’exe´cution de ce service, le
syste`me dispatchera la demande d’exe´cution vers un de ces deux services d’apre`s la taille
de la donne´e 1.
Service (abstrait)
est re´alise´ par les services concrets : water et matcher
– id : S12401
– nom : smith-Waterman
– description : alignement de deux se´quences au moyen de l’algorithme de Smith-
Waterman
– traitement : alignement pairwise local
– algorithme : Smith-Waterman
– pre´cision : e´leve´e
– signature “niveau normal” :
f(sequence 1 sequence, sequence 2 sequence, gap opening penalty int, gap extension
penalty int, matrice de substitution matrix) = re´sultat alignement(s)
Fig. B.3 – Mode´lisation du service algorithme Smith-Waterman (alignement local)
Dot plot est mode´lise´ par la figure B.4. Ce service correspond en fait au programme
dotmatcher du package EMBOSS.
1. Le service alignement local sera re´alise´ au moyen de water pour les se´quences de petite taille ou au
moyen de matcher pour les se´quences de grande taille.
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Service (concret)
re´alise´ par l’imple´mentation dotmatcher
– id : S12526
– nom : dotmatcher
– description : aligne les se´quences au moyen d’un graphique (dot plot).
– traitement : alignement pairwise dot plot
– algorithme : window/stringency
– pre´cision : e´leve´e
– signature “niveau normal” :
f(sequence1 sequence, sequence2 sequence, window size int, threshold real) = re´sultat
graphique
Fig. B.4 – Mode´lisation du service dotmatcher (dot plot)
B.2.2 Les services manuels utilise´s
Le service manuel permet a` l’utilisateur de se´lectionner les donne´es qui lui semblent
inte´ressantes. La relation entre ces donne´es et la se´quence en entre´e sera approfondie au
moyen d’un alignement plus pre´cis et un dot plot.
On peut de´finir ce service comme :
choix des donne´es : listeSequence −→ listeSequence
Ou` le re´sultat correspond a` un filtrage effectue´ par l’utilisateur de la liste de se´quences
donne´es en entre´e.
B.2.3 Le service global
Le protocole est e´galement de´fini comme un service. Sa description lui est propre mais la
signature se base sur la signature de ses composants. La figure B.5 repre´sente la mode´lisation
de ce service.
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Service (abstrait)
est re´alise´ par les services concrets : blast, (water et matcher), dotmatcher
– id : S24851
– nom : recherche de se´quence similaire
– description : re´alisation d’une recherche par similarite´ accompagne´e d’un approfondis-
sement de la similarite´ de certaines se´quences.
– traitement : recherche par similarite´
– pre´cision : moyenne
– signature “niveau normal”
f(x sequence, y sequenceBD [format = BLAST format], donne´e-choisie liste sequence,
c {blastp, blastn}, expect value int, word size int, gap opening penalty int, gap ex-
tension penalty int, matrice de substitution matrix, window size int, threshold real)
= z listesequence, re´sultat-alignement alignement(s), re´sultat-dot-plot graphique
Fig. B.5 – Mode´lisation du service blast et approfondissement de certains re´sultats
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B.3 Les Interfaces Homme Machine
Les services ont e´te´ de´finis, il reste maintenant a` de´crire l’interface de ces services.
Nous allons d’abord de´crire les visualisateurs des diffe´rents services pour ensuite e´tudier la
conversation.
B.3.1 Les visualisateurs
La figure B.6 est un visualisateur du service BLAST.
Fig. B.6 – Pre´sentation du service BLAST
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La figure B.7 permet a` l’utilisateur de se´lectionner les donne´es provenant du re´sultat de
l’exe´cution du service BLAST.
Fig. B.7 – Pre´sentation du service choix des donne´es
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La figure B.8 est un visualisateur composite qui permet a` l’utilisateur d’interagir avec
le service alignement local et le service dot plot. Proposer ce type d’interface est inte´ressant
lorsque ces deux services sont re´alise´s a` partir des meˆmes donne´es en entre´e (dans notre
exemple : deux se´quences de meˆme type).
Fig. B.8 – Pre´sentation des services alignement local et dot-plot (premier onglet)
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Figure B.8 Pre´sentation des services alignement local et dot-plot (deuxie`me onglet)
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B.3.2 Dialogue
La figure B.9 repre´sente le dialogue des visualisateurs pre´sente´s ci-dessus.
Nous n’avons pas insiste´ sur la pre´sentation de l’aide mais l’utilisateur y a acce`s dans
les trois pre´sentations.
donnee_existeblast.exe
q0 : parametrisation du blast
q1 : execution du blast
q2 : choix des donnees 
(service manuel)
q3 : parametrisation de l’alignement
local et du dot plot
q4 : fin du dialogue
q5 : aide
alignement 
(dot plot et local).exe
ouvir fenetre
(choix donnee)
fermer fenetre (choix donnee)
forward donnee
lancer la conversation de service 
alignement (dot plot et local)
q0 q2 q3 q4q1
Initialisation
lancer la conversation
du service blast
clic sur le bouton
realiser alignement
q5
clic sur le
 bouton AIDE
ouvrir fenetre
 (aide)
fermer fenetre
(aide)
clic sur le 
bouton OK
Fig. B.9 – Dialogue du service blast et approfondissement de certains re´sultats
