The minmax regret robust shortest path problem aims at finding a path that minimizes the maximum deviation from the shortest paths over all scenarios. It is assumed that different arc costs are associated with different arc scenarios. This paper introduces techniques to reduce the network, before a minmax regret robust shortest path algorithm is applied. The preprocessing methods enhance others explored in previous research. The introduced methods act dynamically and allow to update the conditions to be checked as new network arcs or network nodes that can be discarded are identified. Computational results on random networks are reported, which compare the dynamic preprocessing algorithms and their former static versions. Two robust shortest path algorithms are tested with and without these preprocessing rules.
Introduction
One approach for dealing with costs uncertainty is to consider several possible scenarios. In the case of the shortest path problem this is done either by associating a discrete set of costs with each arc, or by assuming each arc cost varies within an interval. In this paper, the former case is considered for the minimax regret robust shortest path problem, here simply called robust shortest path problem. This problem consists of finding a path between two nodes of a network, which minimizes the maximum regret cost of each path towards the shortest path, for all scenarios.
Yu and Yang [7] and, more recently, Pascoal and Resende [5] , developed algorithms for the robust shortest path problem. Later, inspired by the works of Karasan, Pinar and Yaman [4] and then Catanzaro, Labbé and Salazar-Neumann [3] , for the interval data case, Pascoal and Resende [6] presented theoretical results and algorithms that allow to reduce the network before a robust shortest path algorithm is applied. These preprocessing techniques can identify arcs that are certainly part of an optimal solution, as well as identify a priori, and later delete, nodes that do not belong to any optimal solution.
The goal of this work is to enhance the preprocessing strategies developed in [6] . The improvements are a consequence of three aspects: a new result that combines two propositions presented in [6] ; the development of dynamic preprocessing rules, in the sense that they are updated as the preprocessing algorithms run and paths are computed. The idea behind these improvements is to further reduce the network before a robust shortest path algorithm is applied, that is, to increase the number of detected arcs that belong, or the nodes that do not belong, to the optimal solutions. The last aspect concerns limiting the number of scenarios to consider in the tests, and thus to save computational time. Empirical experiments compare the new rules with the former.
The remainder of the paper contains five other sections. Notation and concepts related with the robust shortest path problem are introduced in the next one. Section 3 is dedicated to the development of the new preprocessing rules and of the algorithms to implement them. An example is provided in Section 4. Results of computational tests on random instances, comparing the new rules and their original static versions, when used together with the labeling and the hybrid approaches presented in [5] , are reported and discussed in Section 5. Conclusions are drawn in Section 6.
Preliminary concepts
A finite multi-scenario model is represented as G(V, A, S k ), where G is a directed graph with a set of nodes V = {1, . . . , n}, a set of m arcs A ⊆ {(i, j) : i, j ∈ V and i = j} and a finite set of scenarios S k := {1, . . . , k}, k > 1. For each arc (i, j) ∈ A, c s ij represents its cost in scenario s, s ∈ S k . It is assumed that the graph contains no parallel arcs. Let A ′ be a nonempty subset of A. Then, G − A ′ denotes the subgraph of G with set of nodes V and set of arcs A\A ′ . In particular, G − {(i, j)} is represented by G * ij . The set of arcs (nodes) in a path p is denoted by A(p) (V (p)). Given two paths p, q, such that the destination node of p is also the initial node of q, the concatenation of p and q is the path formed by p followed by q, and is denoted by p ⋄ q. The cost of a path p in scenario s, s ∈ S k , is defined by c s (p) = 
With no loss of generality, 1 and n denote the origin and the destination nodes of the graph G, respectively. The set of all (1, n)-paths in G is represented by P (G). Let p l,s ij represent the l-th shortest (i, j)-path in G, i, j ∈ V , for a given scenario s ∈ S k . In order to simplify the notation, p l,s is used to denote the (1, n)-path, p l,s 1n , and LB s i is used to denote the cost of the shortest (i, n)-path in scenario s, c s (p 1,s in ). The minmax regret robust shortest path problem aims at finding a path in P (G) with the least maximum robust deviation, i.e., satisfying arg min
where RC(p) is the robustness cost of p, defined by
and RD s (p) represents the robust deviation of path p in scenario s, s ∈ S k , defined by
An optimal solution of (2) is called a robust shortest path. A node, or an arc, is called robust 1-persistent if it belongs to some robust shortest path. Otherwise, the node, or arc, is denominated robust 0-persistent. The origin and the destination nodes of the network are trivially robust 1-persistent nodes.
Preprocessing techniques
In [6] , two sufficient conditions were established to identify robust 1-persistent arcs and robust 0-persistent nodes. The first condition restricts the arcs candidate to robust 1-persistent to those included in the shortest (1, n)-paths. The second condition is more global, as it allows to test all the nodes that do not belong to a given path in the network. These facts make the method based on the second condition more effective than the first for preprocessing the network. The computational experiments reported in [6] showed that the tests established for detecting robust 1-persistent arcs were effective very few times, even in networks with small density.
In this section new rules are developed to improve the previous preprocessing methods. One of them results from the combination of two rules introduced in [6] , for detecting robust 1-persistent arcs and robust 0-persistent nodes. Another one consists of restricting the number of tested scenarios, whereas the remaining rules are dynamic approaches, in the sense that the tests are updated as new solutions are computed. These new rules allow to find a bigger number of robust 1-persistent arcs, and of robust 0-persistent nodes, than the previous.
For the sake of completeness, first, two results introduced in [6] are recalled to be used later. Proposition 1 concerns the identification of robust 1-persistent arcs, whereas Proposition 2 concerns the identification of robust 0-persistent nodes.
Proposition 1 ([6]
). Let q ∈ P (G) be a path such that A(q) ∩ {A(p 1,s ) : s ∈ S k } = ∅, and (i, j) ∈ A(q) ∩ {A(p 1,s ) : s ∈ S k } be an arc such that node n is reachable from node 1 in G * ij . Let S(i, j) = {s ∈ S k : (i, j) ∈ p 1,s } be the set of scenarios for which the shortest (1, n)-paths contain arc (i, j) and p
then arc (i, j) is robust 1-persistent.
Proposition 2 ([6]
). Consider a path q ∈ P (G), and a node i / ∈ V (q). If
then node i is robust 0-persistent.
The combination of Propositions 1 and 2 can further enhance the former preprocessing rules. Even though the search for robust 1-persistent arcs is confined to the set of arcs of the shortest (1, n)-paths of the network, identifying one of them makes easier the detection of robust 0-persistent nodes. In fact, under such circumstances, the robust deviations calculation can be avoided. This result is stated in the following. Corollary 1. Let arc (i, j) be a robust 1-persistent, and let q ∈ P (G) be a path, with
Proof. If arc (i, j) is robust 1-persistent and (i, j) ∈ A(q) ∩ {A(p 1,s ) : s ∈ S k } for some q ∈ P (G), then, according to Proposition 1, (5) is satisfied for someŝ ∈ S(i, j). Since p 1,ŝ * ij represents the shortest (1, n)-path for scenarioŝ in G that does not contain arc (i, j), then, any other path
, and, from (5),
Hence, any node
, and, therefore, q ′ can be set to that (1, n)-path. Thus, (6) follows from (7), and according to Proposition 2 this means that j ′ is a robust 0-persistent node.
Some results are now presented to support an algorithm for identifying robust 1-persistent arcs and another one for identifying robust 0-persistent nodes. As mentioned earlier, the idea behind these versions is to make the search dynamic and detect robust 1-persistent arcs and robust 0-persistent nodes, according to the least robustness cost of the (1, n)-paths obtained along the process.
Let RCmin be a variable which stores the least robustness cost of a computed (1, n)-path at any iteration of the algorithms. That variable is initialized with
for detecting robust 1-persistent arcs, and, considering only the shortest (1, n)-path in scenario 1,
for identifying robust 0-persistent nodes. Let Arc and N od denote the sets of arcs and of nodes to be scanned, respectively. The conditions provided by Propositions 1 and 2 can be rewritten, using variable RCmin. For any arc (i, j) ∈ Arc, if node n is reachable from node 1 in G * ij and
holds, then the arc (i, j) is robust 1-persistent. Similarly, for any node i ∈ N od, if
is satisfied, then the node i is robust 0-persistent. These conditions demand the tree of the shortest (j, n)-paths for each scenario s, denoted by T s , j ∈ V , s ∈ S k , and their costs LB s j , to be known. Any shortest path tree algorithm can be used with such purpose [1] .
Let A 1 (V 0 ) be used to collect the robust 1-persistent arcs (0-persistent nodes). Let also Q be the set of the shortest (1, n)-paths with the minimum robustness cost, i.e.
According to Propositions 1 and 2, and to the initialization of RCmin, Arc and N od are initialized by Arc = (i, j) ∈ A(q) : q ∈ Q ,
The value of variable RCmin may change along the algorithms. The (1, n)-paths computed by the algorithms are stored in a list X P , without repetitions. The set of arcs/nodes to scan may also change, every time a new (1, n)-path q such that q / ∈ X P has a robustness cost not greater than
RCmin. If RC(q) < RCmin, RCmin is updated with RC(q). In what follows, it is shown how to update Arc and N od, depending on the obtained path q satisfying RC(q) ≤ RCmin.
When identifying robust 1-persistent arcs, Proposition 1 allows to establish that if RC(q) = RCmin, the arcs of {A(q) ∩ (p 1,s ) : s ∈ S k } that were not identified as robust 1-persistent, i.e., those in {A(q) ∩ A(p 1,s ) : s ∈ S k }\A 1 , should be analyzed. In case RC(q) < RCmin, the search focuses only on the previous set, since path q is a new candidate for the optimal solution. For a selected (i, j) ∈ Arc, path q takes the particular form p 1,s * ij , for some s ∈ S(i, j). Under these conditions, one can write
When searching for robust 0-persistent nodes, Proposition 2 establishes that the analysis of the nodes of path q, V (q), can be skipped. Thus, if RC(q) = RCmin, the nodes of V (q) can be removed from N od, and, if RC(q) < RCmin, the search focuses all the nodes outside V (q) that were not already identified as robust 0-persistent. For a selected node i ∈ N od, path q has the particular form p
Arcs/nodes may be scanned more than once, because the analyzed (1, n)-paths may have arcs/nodes in common. This makes that some tests may be repeated after RCmin is updated. Besides, in order to avoid repeating the path robust deviations, it is useful to store them, as
and
A list X A /X N is used to store the arcs/nodes that have already been analyzed along the process. The dynamic procedure for identifying robust 1-persistent arcs is outlined in Algorithm 1.
Algorithm 1: Dynamic version for finding robust 1-persistent arcs
Choose an arc (i, j) ∈ Arc;
if (i, j) / ∈ X A and node n is reachable from node 1 in G * ij then
break;
Algorithm 1 performs three additional tasks, when compared to the static version of the method for identifying robust 1-persistent arcs presented in [6] . Namely, the calculation of the robustness costs of the (1, n)-paths p 1,s * ij , (i, j) ∈ Arc, s ∈ S(i, j), the updates of set Arc, and the repetition of the tests (8) consequent from the update of RCmin. For the first task, assuming the trees T s and the costs LB s j , j ∈ V , s ∈ S k were previously computed, the robustness cost of p
In what concerns the second procedure, the update of Arc by (10) is made through intersections, unions and differences of subsets in {A(p 1,s ) : s ∈ S k }, which has k(n − 1) arcs at most. An efficient way to make such operations is with indexation using hash sets [2] , which is of O(N ), where N is the total number of elements. Hence, an O(kn) complexity is obtained. For the third task, when test (8) is repeated for a given arc (i, j) ∈ Arc, O(k) operations are required at most, one per each scenario s ∈ S(i, j), because RD s * ij was already determined. In a worst case, the tasks above are performed k 2 (n − 1) times at most, one per each scenario in S k and each arc selected in Arc, with up to k(n − 1) elements. Consequently, the number of operations performed by the static procedure, O(k 2 mn) for acyclic networks and O(k 2 mn + k 2 n 2 log n) for general networks [6] , increases by O(k 3 n 2 ). Therefore, Algorithm 1 performs in O(k 2 mn + k 3 n 2 ) time for acyclic networks and in O(k 2 mn + k 2 n 2 log n + k 3 n 2 ) time for general networks.
The number of scenarios used to test condition (6) may make the robust 0-persistent nodes test computationally demanding. In [6] this test uses k scenarios. The same holds for condition (9), so in order to make this task lighter, in the following only a small number of scenarios to test M , M ≤ k, will be considered. Moreover, for each node i ∈ N od, when the first scenario s i ∈ S k for which (9) holds is known, then i is a robust 0-persistent node and its analysis can halt. Hence, the tests for scenarios s i + 1, . . . , M , if s i = M , can be skipped. Generally, if max{s i : i ∈ N od} = M , the computation of the trees T s can be skipped for s ∈ {max{s i : i ∈ N od}, . . . , M }. The pseudo-code is given in Algorithm 2.
The static version of Algorithm 2 has time of O(kmn + kn 2 + k 2 n) for acyclic networks and of O(kmn + kn 2 log n + k 2 n) for general networks [6] . In terms of the worst case computational time complexity, the first phase of Algorithm 2 is similar to the first phase of the former version. The second phase concerns the search for robust 0-persistent nodes, which compared to the static version has the additional work of calculating the robustness costs of the (1, n)-paths p
in , i ∈ N od, s ∈ S k , updating set N od, and repeating the tests (9) due to the updates of RCmin. For the first task, assuming the trees T s and T s and the associate costs were previously computed, the robustness cost of p
The second task concerns the update of N od by (11), and involves differences and unions of sets with n nodes at most. Hence, these operations require an O(n) complexity, when using indexation through hash sets [2] . The third procedure, demands k operations at most, one per each scenario s ∈ S k , since RD s i was already determined, and, therefore, it has O(k) complexity. In a worst case, the three tasks are performed k(n − 2) times at most, one per each scenario in S k and each selected node in N od, with up to n − 2 nodes. Thus, an additional work of O(kn 2 ) is added to the second phase of the former version. Nevertheless, this does not affect the total complexities of the static version.
Finally, it should be noted that all the robust 1-persistent arcs and the robust 0-persistent nodes identified with the static approaches are still identified with the dynamic approaches. 
Choose a node i ∈ N od; 9 N od ← N od − {i}; 
Example
In the following, the dynamic algorithms for finding robust 1-persistent arcs and robust 0-persistent nodes introduced in Section 3 are exemplified. In order to better understand the differences introduced in the previous algorithms with respect to the static preprocessing methods presented in [6] , the application of the two approaches is described. Let G(V, A, S 2 ) be the network depicted in Figure 1 . Figure 2 shows the shortest path trees from every node to node 7 in G, in scenario 1 - Figure 2. (a) -and in scenario 2 - Figure 2 .
(b).
Identifying robust 1-persistent arcs According to Figure 2 , Q is set to {p 1,1 , p 1,2 }, with p 1,1 = 1, 2, 7 , LB 1 1 = 2, and p 1,2 = 1, 4, 6, 7 , LB 2 1 = 7. Given that c 2 (p 1,1 ) = 12 and c 1 (p 1,2 ) = 8, one has RC(p 1,1 ) = 5 and RC(p 1,2 ) = 6. Hence, p 1,1 is the path with the least robustness cost in Q, and, therefore, Arc and RCmin are initialized with {(1, 2), (2, 7)} and 5, respectively, for both approaches. The latter value does not change in the static method.
Static approach First, the arc (1, 2) is considered and S(1, 2) = {1}. Node 7 is reachable from node 1 in G * 12 and p 1,1 * 12 = 1, 3, 2, 7 , with
Therefore, as RCmin = 5, condition (8) is not satisfied, and nothing can be concluded concerning arc (1, 2). Afterwards, arc (2, 7) is selected and S(2, 7) = {1}. Now, node 7 is reachable from node 1 in G * 27 and p 1,1 * 27 = 1, 3, 5, 7 , with
Once again, condition (8) is not satisfied, thus no robust 1-persistent arcs are detected, i.e. A 1 = ∅.
Dynamic approach Like before, Algorithm 1 first scans arc (1, 2), which does not satisfy (8) for RCmin = 5. Additionally, the robustness cost of p 1,1 * 12 = 1, 3, 2, 7 is determined by
which improves RCmin to 3. Therefore, because A 1 = ∅, according to (10) Arc is updated to
Then, arc (2, 7) is selected and p 1,1 * 27 = 1, 3, 5, 7 , with RD 1 (p 1,1 * 27 ) = 5. For the updated RCmin = 3, the condition (8) holds, which means that arc (2, 7) is robust 1-persistent, i.e. A 1 = {(2, 7)}. Figure 3 shows the shortest path trees from node 1 to any node in G(V, A, S 2 ), in scenario 1 - Figure In what follows the number of scenarios tested in (8) is limited to M ∈ {1, 2}. As mentioned in the previous section, this constraint was not used in [6] , it will be applied to both approaches for the sake of comparing them.
Identifying robust 0-persistent nodes
Static approach Because p 1,1 = 1, 2, 7 is the shortest (1, n)-path with the least robustness cost, 5, N od is initialized with {3, 4, 5, 6} and RCmin = 5.
• M = 1 Starting with node 3, the inequality (9) is not satisfied in scenario 1, given that
The same thing happens for nodes 4,5 and 6, because
Therefore, no robust 0-persistent nodes are detected when considering only scenario 1, V 0 = ∅.
• M = 2
For scenario 2 the nodes 3, 4 and 6 still do not satisfy (9), given that Nevertheless, (9) holds for node 5 and scenario 2, • M = 1
Starting by scanning node 3, condition (9) is not satisfied for scenario 1. Then, the robustness cost of the path p 1,1 13 ⋄ p 1,1 37 = 1, 3, 2, 7 is determined, RC( 1, 3, 2, 7 ) = 3, and this value improves RCmin. Additionally, by (11) N od is updated to V \V ( 1, 3, 2, 7 ) = {4, 5, 6}, since at this point V 0 = ∅.
For the updated RCmin = 3, when choosing nodes 4, 5 and 6 to scan, inequality (9) is always satisfied for scenario 1, given that
Consequently, all the nodes in N od are identified as robust 0-persistent, i.e., V 0 = {4, 5, 6}.
• M = 2 Condition (9) holds for node 3 and scenarios 1 and 2, with the initial RCmin = 5. Then, the path associated with node 3 for scenarios 1 and 2, p in , for every i ∈ V \V (q) = {4, 5, 6}. Therefore, V 0 = {4, 5, 6}. For this example Algorithm 2 is more effective than its static version, given that it detects more robust 0-persistent nodes than the former version and the same set of nodes as Corollary 1, even when M = 1. The applications of the previous dynamic rules and of Corollary 1 are independent. Besides, the above results show that the dynamic rules can be a good alternative method for preprocessing when Corollary 1 cannot be applied, that is, when no robust 1-persistent arcs have been detected.
Computing a robust shortest path after preprocessing The reduced network obtained from preprocessing is depicted in Figure 4 . Arc (2, 7) must be contained in the optimum solution since it is robust 1-persistent. Thus, the reduced network results from removing from G all the remaining arcs that start in node 2, (2, 5), or that end in node 7, (5, 7) and (6, 7). At this moment nothing can be said about the other arcs in G, represented with a dashed line in Figure 4 . The robust There are only two (1, 7)-paths containing arc (2, 7) in the reduced network, p 1,1 = 1, 2, 7 , with RC(p 1,1 ) = 5, and q = 1, 3, 2, 7 , with RC(q) = 3. Therefore, q is the robust shortest path in G.
Computational experiments
This section is dedicated to the computational comparison of the static (presented in [6] ) and the dynamic (in Algorithm 2) methods for preprocessing robust 0-persistent nodes, and to their impact on solving the robust shortest path problem when combined with the labeling and the hybrid algorithms introduced in [5] . The reason for not considering the empirical results for preprocessing robust 1-persistent arcs is that the methods developed with that purpose only showed to be effective for networks with a very small density d = m/n, d ∈ {1, 2}. In fact, in these cases the majority of the arcs of the network belongs to the shortest (1, n)-paths p 1,s , s ∈ S k , which improves the chances of finding robust 1-persistent arcs.
Algorithm 2 and its static version were implemented in Matlab 7.12 and ran on a computer equipped with an Intel Pentium Dual CPU T2310 1.46GHz processor and 2GB of RAM. The codes use Dijkstra's algorithm [1] to solve the single destination shortest path problem for a given scenario. As mentioned earlier, the preprocessing techniques were combined with the labeling algorithm (LA) and the hybrid algorithm (HA) in [5] . The robust shortest path problem was solved with and without preprocessing.
The benchmarks used in the experiments correspond to randomly generated directed graphs with n ∈ {500, 1000, 2000, 5000} nodes, density d ∈ {5, 10, 20}, and k ∈ {2, 3} scenarios. For each scenario, each arc cost is assigned with a random integer number in U (0, 100).
For each network dimension, 10 instances were generated. For each instance, the two preprocessing algorithms were applied, and (9) was tested for the scenarios 1, . . . , M , with M ∈ {1 . . . k}. The robust shortest path problems were solved by LA and by HA, after preprocessing. Alternatively, LA and HA solved the same instances from scratch, with no preprocessing.
Results
In order to analyze the performance of the static and the dynamic algorithms, the average total running times (in seconds) are calculated for each network dimension. Let P 0 , N P and AP 0 represent the average CPU times to preprocess robust 0-persistent nodes, to solve the robust shortest path problem with no preprocessing, and to do the same after preprocessing, respectively. Let also T P 0 denote the average overall CPU time for finding a robust shortest path combined with preprocessing, i.e., T P 0 = P 0 + AP 0 . Additionally, let N 0 represent the number of robust 0-persistent nodes. The application of the static and the dynamic methods is distinguished by the indices s and d, respectively. The average CPU times and the number of robust 0-persistent nodes are reported in Tables 1,  2 and 3. In Tables 1 and 2 , the least total CPU time to find the robust shortest path with HA and LA is bold typed, for each fixed n, d and k. The plots in Figures 5 and 6 show the average CPU times for k = 2 and k = 3, respectively, depending on the density of the network. Tables 1 and 2 and Figures 5 and 6 show that preprocessing robust 0-persistent nodes can be more effective to solve the robust shortest path problem by HA or LA rather than without any preprocessing. Combining dynamic preprocessing with finding a robust shortest path was the most efficient method when HA was applied for M = 1 on the biggest networks (n = 2000, d = 5 and k = 3, or n = 5000, except for d = 20 and k = 3), as well as when LA was applied on most of the networks (except for n = 500 and d = 20). For all these cases, in spite of the preprocessing work demanded by Algorithm 2 being heavier than the required by the static version, P s 0 < P d 0 , the additional effort of the dynamic version leads to the detection of more robust 0- LA, d=20, k=3 Table 3 . This contributes for a more significant reduction of the network and consequently of the average CPU times when finding a robust shortest path after preprocessing, AP s 0 > AP d 0 . In conclusion, the dynamic version outperformed the static version. Besides, preprocessing with the dynamic search was also a better alternative than solving the problem without any preprocessing, T P d 0 < N P . Table 1 : Average CPU time results for preprocessing robust 0-persistent nodes, n ∈ {500, 1000} Table 2 : Average CPU time results for preprocessing robust 0-persistent nodes, n ∈ {2000, 5000}
For each fixed n, d and k, the smaller the number of scenarios for testing (9), the less effort was required for computing the shortest path trees rooted at node 1. Hence, small values of M implied small preprocessing CPU times. This is valid for both the static and the dynamic approaches. The latter is always better than the first in detecting robust 0-persistent nodes, N s 0 < N d 0 , when M is fixed, as Table 3 shows. In general, the best value of M to consider in order to ensure that finding a robust shortest path with preprocessing is faster than solving the problem without preprocessing, must assure that P 0 < N P and that the number of detected robust 0-persistent nodes is sufficient to reduce the CPU time which may not exceed N P − P 0 . Tables 1 and 2 show that Algorithm 2 was more effective than its static version on such task when M = 1, except if n = 500, d = 20, k ∈ {2, 3}. When M = 2 or M = 3, the dynamic preprocessing combined with LA was the most efficient method in very few cases.
LA was always more sensitive to preprocessing than HA, and showed the most drastic reductions with respect to N P . This can be explained by the fact that removing nodes from the network allows to discard a considerable number of labels in LA, making easier the determination of an optimal solution. For HA, despite the fact that eliminating nodes reduces the effort on calculating reduced costs, preprocessing does not have so much impact, given that the search for a robust shortest path is more focused on selecting suitable deviation arcs and that can be done in few iterations without preprocessing [5] . 
Conclusions
In this work new techniques were developed to identify robust 1-persistent, and 0-persistent, arcs and nodes of the network. These techniques are dynamic versions of the preprocessing strategies presented in [6] , because the tests they involve are updated as new paths are computed. The dynamic techniques were exemplified and its improvement towards the former versions was empirically tested on random instances, when combined with the labeling and hybrid algorithms introduced in [5] .
The performed experiments revealed that, in general, the dynamic approach is the best choice for preprocessing robust 0-persistent nodes. Besides, LA was always more efficient after preprocessing than with no preprocessing at all. The same only happened with HA for networks with a large number of nodes using the dynamic preprocessing when M = 1, even for the cases for which the static approach was not efficient.
The improvement of the dynamic method, when compared to the static version in terms of the number of detected robust 0-persistent nodes ranged between 11% and 3600%. In general this reduction was also more demanding in terms of the CPU times. Nevertheless, for most of the cases the results showed that the total CPU time for solving the problem was still better when using the dynamic, rather than the static approach. The algorithms HA and LA after preprocessing with the dynamic method also outperformed the static version for almost all the cases. The maximum CPU time reduction was of 71%, when using LA, and of 31% when using HA. The biggest problems, in networks with 5000 nodes, 100 000 arcs and 3 scenarios, were solved in less than 10 seconds by HA and in less than 50 seconds by LA, after preprocessing.
