Abstract -An evidently dominant problem in the software development domain is that software security is not consistently addressed from the initial phase of software development which escalates security concerns, results in insecure software development. Several secure software development methodologies were introduced in literature and recommended to the industry but they are usually ignored by the developers and software practitioners. In this research paper, an extensive literature review is performed to find out factors influencing implementation of secure software development practices in industry. Secondly, Based on Unified Theory of Acceptance and Use of Technology model 2 (UTAUT2), this study proposes a model to investigate the factors influencing adoption of secure software development practices among software developers.
INTRODUCTION
Secure software development is an assurance process consisting of the collection of different activities for secure development. These activities involve best practices for software process improvements, and metrics to detect and minimize software vulnerabilities as early as possible in the SDLC [1] .Risk management integration in SDLC is involved to secure software development process. Risk management remained the challenging part of the software development, because it is not perfect yet and still an under developed area.
Software developers are generally not security experts [2] and face difficult time to deploy security constraints [3] . Security mechanisms are complex and it is difficult for the average developer to understand how to fulfill the security requirements of these mechanisms and how to achieve the goal of secure implementations. Software developers are not necessarily security experts, identifying potential threats and vulnerabilities in the early stage of the development process is difficult for them [4] . No clear solution has been provided for these challenges [5] . Major difficulty in integrating security at SD phase is the selection of security mechanisms to be used, secondly where these mechanisms are applied in the system and lastly at what level of abstraction is needed for application of these mechanisms [6] . Developers need concrete guidelines for constructing secure applications [7] . Concrete in a sense that it should include how different security attacks can be mitigated across system is also important. [8] discussed that there is a lack of tools to exactly model and analyze the system and through which it is possible to detect potential threats and impacts of attacks from users. Security has been integrated into UML diagrams using various techniques such as mis-sequence diagrams, security patterns and packages state diagrams. However these techniques are unable to show the concrete security deployment technique, which should include how these attacks can be handled in the systems. For example, to mitigate SQL attack, the input validation must occur. If the validation performed at client side, then the security mechanism become inadequate. So, the placement of security code within the designed system is as important as its presence [9] . Different methods are presented for dealing security requirements at early SD phases, but there is no solution focusing security requirements on design of secure architectures [10] . [11] by integrating software engineering process with security activities. These activities include: Security training, security specification, review of security specification, threat modeling, and penetration testing. In SSDM functional specification were separated from security specifications. Comprehensive, Lightweight Application Security Process CLASP [12] was introduced for deriving security requirements of software systems. CLASP consists of seven best practices, including: application evaluations, Security awareness, derivation of security requirements, secure development practices implementation, defining and monitoring metrics, developing vulnerability remediation measures, and publishing operational guidelines.
II
'The Microsoft's Security Development Lifecycle (SDL) has incorporated security activities into each development phase of SDLC. Its purpose is to reduce the number of vulnerabilities in software. SDL consists of a set of activities that overcome security issues. The activities in Microsoft's Security Development Lifecycle (SDL) can be mapped to general software development phases. Seven 'touchpoints' exhibit how software developers can implement them in the development stages. The aim of 'touchpoints' is to increase effectiveness through: architectural risk analysis, code review, penetration testing, abuse cases, risk-based security tests, security operations and security requirements. Conclusively, the aforementioned models focus on what is needed to build secure software. However, there is a lack of research on identifying the factors required for successful implementation of the SSD process.
Errata had released the results (Fig1 and Fig2) of survey of software-development consultants and managers, information-security, and development teams to know how extensively SDLs are used in the industry. The survey resulted that companies have started using security practices. According to the survey, 81% of respondents of the survey were aware of secure methodologies. The adoption rates were found low for secure practices; only 30.4 were found using a formal methodology. Challenges identified such as lack of support, cost, and performance overhead from the management. [13] . [14] performed an exploratory at the Malaysian Public Service Organization (MPS) to identify the factors affecting implementation of secure software development practices. They interviewed 10 experts involved in software development from Malaysian Public Service Organization. [15] also performed a literature review of factors which influence on secure software development practices. 44 studies were analyzed and 24 factors were selected. That includes involvement of integration between security and development team, security expert, developer's expertise, and skills, communication between stakeholders and development time. These factors were divided into four main categories: people and action, institutional context, development process and project contents.
[16] authors performed an study to investigate influencing factors among information systems (IS) professionals to practice SDA based on theory of planned behavior (TPB) and theory of reasoned action (TRA). Authors performed a survey on184 IS industry professionals. Results of the study suggested that TRA-based model is better predictors for intention to practice SDA as compare to TPB-based model.
[17] performed a survey of developers from 5 mailing lists and 14 companies to find out the reasons behind acceptance and rejection usage of security tools. This survey results in thirty-nine predictors provide both expected and unexpected insights of security tool usage. Developers who perceive importance of the security are more incline to use security tools than the opposite group. Out of 74 questions based on Likert scale, only 04 questions were asked about their role in development and experience. The survey also consists 14 free-response questions to know the other factors which were not included in the survey.
[18] explored a number of influencing social factors on developers to adopt the security tools based Diffusion of innovations (DOI) theory. 42 one-onone interviews were conducted with software developers. The results suggest that there are many ways which influence security tool adoption which depends on the channels through which information about tools is communicated and based on developers social environment. Each participant was interviewed for 45 minutes to an hour over phone or Skype. Initially asked participants denied security tool usage. But when examples were described security tools, few participants accepted of using them without knowing them as security tools. Nineteen participants reported reasons for not using security tools regularly. Nine of them reported using a security tool temporary for fixing a problem, and then discontinuing after problem is fixed. Seven of them reported that they discontinued security tool use because they were transferred to a different team where they feel security tools were not needed. Two of the nineteen reported "laziness" as the cause of not using security tools, and the other three said they don't know the reason for not using tools. From the ten non-users, six were working at small company and reported that their companies did not require the use of secure coding practices. Identified organizational factors includes: Policies and standards, Culture, education and training, Domain, security concern, structure, exposure, Communication channel and Trust.
III. THEORETICAL MODEL AND HYPOTHESIS
Many theories and models have been proposed in past to understand the users intention to adopt and use newly introduced technology and innovations. Venkatesh [19] performed a reviews on these adoption models, authors empirically compare all these models and their proposed extensions, as a result they proposed the Unified Theory of Acceptance and Usage of Technology (UTAUT) -a unified model which identified core elements across all eight models reviewed.
Accordingly, in this study we conducted our investigation based on the UTAUT2 model (Fig. 03) .
The framework of this study (Fig.1) is derived integrating the determinants from basic UTAUT2 model [20] as shown in the figure 4.10. The external variables are formed from the seven core determinants in UTAUT2 model with one addition as Switching Cost (SC). 
a) BEHAVIORAL INTENTION (BI) :
Behavioral Intension can be defined as a "function of both attitudes and subjective norms about the target behavior, predicting actual behavior". In the context of this study, BI is used to findout the willingness of software engineers and developers to adopt secure software development practices.
b) PERFORMANCE EXPECTANCY (PE)
Performance Expectancy can be explained as "the degree to which using a technology will provide benefits to consumers in performing certain activities" (Venkatesh et al., 2012) . In this study we will find out the amount of benefit of using secure software development practices is expected by the developers.
c) EFFORT EXPECTANCY (EE)
Effort Expectancy (EE) is "the degree of ease/effort associated with consumers' use of the technology" (Venkatesh et al., 2012) . In the context of this study, we will use EE to determine the level of difficulty / ease faced by developers using secure software development practices.
d) SOCIAL INFLUENCE (SI)
Social Influence (SI) is "the consumers perceive that important others (e.g. family and friends) believe that they should use a particular technology" (Venkatesh et al, 2012) . In the context of this study, we will use SI to find out the influence of an organization on developers to use secure software development practices.
e) FACILITATING CONDITIONS (FC)
Facilitating Conditions can be defined as "the consumers' perceptions of the resources and support available to perform a behavior" (Venkatesh at al., 2012) . In the context of this study, we will use FC to find out the tools and process support present for developers within an organization for the use of secure software development practices.
f) HEDONIC MOTIVATION (HM)
Hedonic Motivation is defined as "the pleasure or enjoyment derived from using a technology" (Venkatesh et al., 2012) . In this study, HM will be used to reveal whether using secure software development practices deemed as enjoyable by developers or not.
g) PRICE VALUE (PV)
Price Value (PV) refers to "consumers' cognitive tradeoff between the perceived benefits of the applications and the monetary cost of using them'". PV will be used in this study to find out that using secure development practices are perceived worth spending extra investment to implement it by the organizations/developers.
h) SWITCHING COST (SC)
Switching costs can be explained as the cost associated with moving from technology to another technology. Switching costs are well studied in marketing research, where it is referred as time, money, and effort utilized by a customer to change from one supplier or service provider to another.
i) HABIT (HT)
Habit can be explained as "to which extent people incline to perform behaviors automatically because of his prior learning'. We will find out in this study that whether developers do not use secure software development practices due to their habits of development without it and forget to incorporate security or is there any other factors involved for not using them.
IV.
CONCLUSION
The overall purpose of this study is to first, assess the current level of Secure software development practices adoption among software developers and programmers in industry and then, to propose a methodology to find out the influencing factors affecting the use of secure software development methodologies by the developers.
From the review of previous studies on secure software development adoption by the practitioners it is inferred that there are many factors which influence the choice of adopting SSD practices among practitioners. The most common factor indicated by the previous studies includes the unawareness of the secure development practices by the developers. Most of the practitioners were unaware of the importance of including security form the initial phase of software development and also their organizations rarely asks them to do so. Meanwhile, contrary to our expectation we didn't find effort expectancy (EE) as the influencing factor from the literature. Many previous studies suggested that user behavior for use of technology changes with time, that's why we propose a research model based on the latest extension of acceptance theory Unified Theory of Acceptance and Usage of Technology2 (UTAUT2) to explore the current state of influencing factors among programmers and developers for adoption of secure software practices. It is believed that knowledge acquired from the factors influencing intention to use secure development practices on developers, will provide basis for proposing more practical methodology for the industry.
