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Вступ 
Сучасне програмне забезпечення (ПЗ) стає все більш складним і 
об’ємним. Проектування складних програмних продуктів вимагає 
використання систем програмування з хорошими засобами автоматизації і 
контролю якості розробки. 
Мови високого рівня дозволяють розробляти програми швидше, 
зрозуміліше і з меншим числом помилок у процесі проектування ПО. 
Особливістю сучасних мов високого рівня є вбудований асемблер, 
який надає можливість використовувати мову асемблера безпосередньо в 
тексті програм мовою Сі, Паскаль та іншими мовами. 
При розроблені програми, до якої висуваються високі вимоги щодо 
швидкодії, можна використовувати мови високого рівня з подальшою 
оптимізацією окремих ділянок коду на асемблері. 
У методичних вказівках розглядаються питання використання 
середовища програмування Visual Studio для розробки програм мовою 
низького рівня. 
Дані методичні вказівки укладені з метою допомогти студентам 
оволодіти технологією застосування мови низького рівня при розроблені 
програм у середовище програмування Visual Studio.   
4 
 
1. ВИКОРИСТАННЯ СЕРЕДОВИЩА ПРОГРАМУВАННЯ VISUAL 
STUDIO ДЛЯ РОЗРОБКИ ПРОГРАМ НА АСЕМБЛЕРІ 
 
Мета роботи: знайомство з технологією застосування мови низького 
рівня при розроблені програмного забезпечення. 
1.1.  Вказівки до виконання роботи 
1.1.1. Система програмування Visual Studio 
Система програмування Visual Studio включає редактор початкового 
коду, редактор форм, компілятор програм, будівник виконуваної програми, 
а також вбудований відладчик. 
1.1.2. Застосування мови програмування низького рівня 
Використання мови асемблера при розробці програмного забезпечення 
можливо декількома способами : 
 вбудованим асемблером; 
 формуванням окремих модулів на мові асемблера; 
 повною розробкою програми мовою низького рівня. 
Вбудований асемблер застосовується для реалізації ділянок програми, 
коли потрібно високу ефективність використання ресурсів та (або) високу 
швидкість обробки даних. Недоліком вбудованого асемблера є 
неможливість застосування привілейованих команд процесора і обмеження 
на використання регістрів центрального процесора. 
Окремий модуль на мові асемблера створюється у тому випадку, коли 
в програми здійснюється робота з нестандартним зовнішнім устаткуванням 
та(або) проектуються функції системного характеру. При використанні 
окремих модулів мовою низького рівня потрібні узгодження по доступу до 
глобальних даних, способу виклику підпрограм і поверненню з них.  
Повна розробка програми мовою низького рівня зазвичай 
використовується при створенні драйверів зовнішніх пристроїв або для 
створення програмного продукту з мінімальним обсягом 
завантажувального модуля. 
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1.1.3. Використання вбудованого асемблера 
Машинні команди можуть бути вставлені в текст програми на мові 
високого рівня із застосуванням директиви "_asm". Наприклад: 
int _tmain(int argc, _TCHAR* argv[]) 
{  int t, h; 
 t=4; 
 h=5; 
... _asm mov eax, t 
 _asm add h,eax 
... 
 return 0; 
} 
Якщо потрібне вставлення декількох команд, необхідно використати 
блок операторів у фігурних дужках: 
 _asm  
 {  mov eax, t 
  add h,eax 
} 
При розроблені програми мовою C/C++ перед командами асемблера не 
потрібно зберігати регістри EAX, EBX, ECX, ESI, EDX EDI. Інші регістри 
(EBP, ESP) необхідно зберігати перед початком блока _ asm і відновлювати 
після закінчення. 
У командах вбудованого асемблера для доступу до даних можна 
використати змінні, оголошені на мові високого рівня (локальних і 
глобальних). Імена змінних у машинних командах указуються так, як вони 
оголошені в мові високого рівня. 
1.1.4. Створення програм мовою асемблера 
Для формування проекту з використанням мови низького рівня 
вибирається просте консольне застосування. При цьому встановлюється 
прапор порожнього проекту (проект у момент створення не містить файлів 
з початковим текстом). Після створення проекту до нього додається модуль 
(файл) з текстом на асемблері. Файл з текстом програми повинен мати 
розширення «asm». Додавання нового файлу можна здійснити через меню 
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системи програмування або через проект застосування. При цьому 
вибирається додавання файлу типу "Текстовий файл" з обов’язковим 
завданням імені до файлу розширення «asm». 
Для обробки текстів програми мовою асемблера необхідно дозволити 
використання транслятора MASM і за необхідності настроїти режим роботи. 
Використання транслятора MASM здійснюється через контекстне 
меню проекту за допомогою пункту "Build Customizations" (управління 
побудовою) установленням прапора "masm". 
Для файлів проекту з початковим текстом мовою асемблера необхідно 
перевірити властивість "Item Type". Воно має бути встановлене в режим 
"Microsoft Macro Assembler" (рис. 1.1). 
 
Рисунок 1.1 – Налаштування властивостей проекту для використання асемблера  
1.1.5. Структура тексту програми на мові асемблера 
У загальному випадку будь-яке застосування можна подати у вигляді 
трьох частин:  
 область команд – містить команди програми; 
 область даних – пам'ять для зберігання значень змінних; 
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 область стека – використовується для виділення пам’яті для 
локальних змінних, організації передачі параметрів і виклику підпрограм. 
Ці три елементи додатка на мові асемблера описуються явним чином 
за допомогою директив ".CODE" ".DATA" ".STACK". 
Структура модуля на мові асемблера може бути подана таким чином: 
1. Вибір системи команд. 
2. Завдання моделі пам’яті. 
3. Налаштування трансляції. 
4. Виділення пам'яті під область стека. 
5. Оголошення глобальних змінних додатка. 
6. Область команд додатка. 
7. Кінець тексту програми. 
Вибір системи команд здійснюється за допомогою директиви вибору 
типу процесора. У системі команд Intel (IA32) допустимі такі типи: 
8086 – стандартний набір команд ; 
186 – додаткові команди роботи із стеком (PUSHA, POPA, PUSH 
константа), з портами введення-виведення (INS, OUTS), арифметичні 
команди (IMUL, ROL/ROR, RCL/RCR, SAL/SAR, SHL/SHR з безпосередньо 
вказаним числом біт зсуву) і команди реалізації мов високого рівня 
(ENTER, LEAVE, BOUND);  
286 – 16 нових команд (LGDT, LIDT, LLDT, LMSW, LTR, SGDT, SIDT, 
SLDT, SMSW, STR, ARPL, CLTS, LAR, LSL, VERR, VERW), необхідних для 
роботи із засобами управління; 
386 – команди роботи з 32-розрядними даними; 
486 – команди управління кешуванням; 
586 – мультимедійні команди (MMX) і команди паралельної обробки 
даних (SSE), підключення набору команд Реntium. 
За відсутності установлення типу процесора вибирається система 
команд процесора 8086. 
Установка моделі пам'яті здійснюється директивою MODEL. Модель 
пам’яті задає варіант доступу до елементів пам’яті для зберігання змінних і 
загальний (максимально доступний) обсяг пам’яті, що виділяється для 
виконання програми. Синтаксис директиви:  
.MODEL тип, 
де "тип" – модель пам’яті. 
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Розрізняють макі моделі пам’яті : 
 TYNI – крихітна модель (64 Кб); 
 SMALL – мала модель (128 Кб); 
 LARGE – велика модель (1 Мб); 
 HUGE – вирівняна модель (1 Мб); 
 FLAT – плоска модель (до 4 Гб). 
Моделі TYNI, SMALL, LARGE, HUGE застосовуються для DOS 
застосувань, FLAT – для Windows застосувань. 
У директиві можна вказувати тип угод за іменами змінних і організації 
виклику підпрограм і повернення управління з них. Наприклад, директива  
.MODEL flat, stdcall 
вказує на використання моделі flat (плоска, обсяг до 4 Гб) і використання 
стандартної угоди при виклику підпрограм (як у мові Сі). 
Виділення пам'яті для стека здійснюється директивою STACK. Стек 
програми використовується для організації передачі параметрів у 
підпрограму та її виклику.  
У директиві вказується обсяг пам’яті, що виділяється для стека 
програми. Синтаксис директиви:   
.STACK число 
Число (обсяг пам’яті) у директиві має бути кратним 2 або 4 залежно 
від використання 16- або 32-розрядної програми. Для операційної системи 
Windws 7 та NT зазвичай використовуються 32-розрядні програми. 
Наприклад, директива: 
.STACK 100h 
виділяє стек обсягом 256 байт. 
Виділення пам’яті для зберігання даних програми здійснюється 
директивами початку секції даних – CONST, DATA?, DATA.  
Директива CONST дозволяє описувати імена констант (значення не 
можуть бути змінені при роботі програми), DATA – дані, яким задається 
початкове значення, DATA? – дані, яким початкове значення не визначено.  
Змінні в директивах оголошуються як: 
Ім’я   тип   значення 
Ім’я – ім’я змінної. Імена формуються з використанням букв і цифр. 
Допускається застосування спеціальних символів: знака підкреслення «_», 
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знака питання «?»  та знака «@». За замовчуванням розрізняються перші 32 
символи імені. 
Тип змінної задає обсяг пам’яті для зберігання значень. Зазвичай 
використовуються такі типи:  
 DB – один байт; 
 DW – два байти; 
 DD – чотири байти; 
 DQ – вісім байтів; 
 DT – десять байтів. 
Значення, вказане при оголошенні, задає початкове значення змінної. 
Значення повинне відповідати типу змінної. 
Якщо початкове значення змінної не визначене як значення 
використовується знак "?". Наприклад, оголошення:  
.CONST 
Pi DD 3.1415 
.DATA 
X DW 2 
.DATA? 
Y DD ? 
оголошує константу Pi зі значенням 3.1415, змінну X з початковим 
значенням 2 і змінну Y, для якої початкове значення не визначене. 
Область команд застосунка задається директивою CODE. Після 
директиви CODE записуються команди програми, які виконуватимуться 
послідовно одна за одною.  
Послідовне виконання команд може уриватися командами умовного і 
безумовного переходу, виклику підпрограм і повернення з них.  
Закінчення тексту програми здійснюється директивою END. Будь-який 
текст після директиви END розглядається як коментар і у трансляції не бере 
участь. Після ключового слова ЕND може бути вказане ім’я, що визначає 
місце початку виконання програми. Це можливо, якщо як головний модуль 
програми використовується модуль, розроблений мовою асемблера. 
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1.2. Приклад модуля мовою асемблера 
У тексті на мові асемблера великі і маленькі букви не розрізняються. 
Виняток становлять імена змінних. Якщо встановлена директива 
розрізнення великих і маленьких букв, то великі і маленькі букви 
розрізняються.  
Приклад модуля на мові асемблера поданий нижче. 
.586 
. MODEL flat, stdcall  
.CONST ; початок розділу констант 
MsgExit DB "Press Enter to Exit", 0ah,0dh,0 
.DATA ;розділ змінних 
A1 DW 4 
B1 dw 3 
С1 DW 7 
M1 db "Мама мила раму" 
.DATA? ;розділ неініціалізованих змінних 
X DW ? 
; початок сегмента коду 
.CODE 
; прототип функції ExitProcess (закінчення програми) 
ExitProcess PROTO STDCALL :DWORD  
Start: ; Початок виконання програми 
; машинні команди 
MOV AX, A1 
MOV X, AX 
ADD AX, B 
MOV A1, AX 
. 
Invoke ExitProcess, 0  
End Start 
Для нормального завершення роботи додатка потрібен виклик 
системної функції ExitProcess. Тому в текст програми включені прототип 
функції завершення ExitProcess PROTO STDCALL:DWORD, а також Invoke 
ExitProcess, 0 – виклик функції ExitProcess з кодом завершення програми 0. 
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1.3. Трансляція і побудова додатка  
Трансляція модулів на мові асемблера і побудова програми в 
середовищі Visual Studio здійснюється звичайним способом з 
використанням меню Build (побудова) або за допомогою "гарячих клавіш" 
(Ctrl – F7). У ході виконання трансляції можуть виводитися повідомлення 
про помилки у модулі на асемблері аналогічно помилкам мови високого 
рівня. 
1.4.  Відладка додатка  
Для відладки додатка на мові асемблера, окрім звичайних засобів, 
можуть бути використані додаткові можливості: 
 перегляд вмісту регістрів центрального процесора; 
 перегляд області пам’яті зберігання даних програми; 
 дизасемблювання програми. 
Додаткові можливості можуть бути використані тільки після початку 
режиму відладки додатка (натиснення клавіші F10).  
Для перегляду регістрів центрального процесора необхідно вибрати 
пункт меню Debug – Windows – Registers (рис. 1.2). За допомогою 
контекстного меню можна настроїти виведення вмісту основних регістрів 
процесора, а також регістрів співпроцесора і регістрів мультимедійних і 
паралельних команд (рис.1.3). 
Вміст області пам’ті перевіряється за допомогою пункту Memory 
(Debug – Windows – Memory). Для перегляду пам’яті в області розміщення 
даних потрібно знання адрес розміщення змінних. Отримати адресу 
розміщення змінної можна, використовуючи вікно перегляду Watch з 
вказівкою операції вилучення адреси (використання символу "&") для 
змінної (рис.1.4). 
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Рисунок 1.2 – Вибір режимів перевірки роботи програми  
 
13 
 
  
Рисунок 1.3 – Вибір регістрів процесора для перегляду  
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Рисунок 1.4 – Виведення вмісту пам’яті програми 
 
Адреса початку перегляду оперативної пам’яті задається в полі 
Address. 
За допомогою контекстного меню можна встановити режим 
відображення області пам’яті. 
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1.5. Порядок виконання роботи 
1. Сформувати проект з використанням модуля на основі мови 
асемблера. 
2. Додати у проект файл з розширенням asm і вставити в нього текст 
прикладу з лабораторної роботи. 
3. Перевірити роботу програми. 
4. Додати в текст додатка команди відповідно до варіанта 
(таблиця.1.1). 
5. Перевірити роботу програми. 
6. Перевірити роботу програми в режимі відладки. Записати вміст 
регістрів процесора після кожної команди. 
7. Отримати адресу розміщення змінної відповідно до варіанта. 
8. Записати значення змінної до початку програми і перед її 
закінченням. 
9. Оформити звіт. 
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   Таблиця 1.1 – Варіанти завдань 
Варіант Команди Варіант Команди 
1 
Mov Ax,B1 
Add Ax,A1 
Imul C1 
Mov A1,ax 
MovAh,M1[0] 
Mov Bh,M1[10] 
Mov M1[10],Ah 
Mov M1[0], Bh 
2 
Mov Ax,B1 
Xor Ax,A1 
Add Ax, C1 
Mov C1,ax 
MovAh,M1[3] 
Mov Bh,M1[7] 
Mov M1[5],Ah 
Mov M1[2], Bh 
3 
Mov Ax,B1 
Sub Ax,A1 
Add Ax,C1 
Mov A1,ax 
MovAh,M1[3] 
Mov Bh,M1[13] 
Mov M1[13],Ah 
Mov M1[3], Bh 
4 
Mov Ax,B1 
Add Ax,A1 
Add Ax,C1 
Mov A1,ax 
MovAh,M1[3] 
Mov Bh,M1[1] 
Mov M1[13],Ah 
Mov M1[6], Bh 
5 
Mov Ax,B1 
Add Ax,A1 
Idiv C1 
Mov A1,ax 
Mov M1[13],'з' 
Mov M1[10],'в' 
Mov M1[3], 'ш' 
6 
Mov Ax,B1 
Sub Ax,A1 
Sub C1 
Mov B1,ax 
Mov M1[13],'д' 
Mov M1[10],'в' 
Mov M1[3], 'к' 
7 
Mov Ax,B1 
Imul A1 
Add Ax,C1 
Mov B1,ax 
MovAh,M1[2] 
Mov Bh,M1[3] 
Mov M1[6],Ah 
Mov M1[1], Bh 
8 
Mov Ax,B1 
Imul A1 
SubAx,C1 
Mov A1,ax 
MovAh,M1[2] 
Mov Bh,M1[3] 
Mov M1[6],Ah 
Mov M1[1], Bh 
   9 
Mov Ax,B1 
Imul A1 
Sub Ax,C1 
Mov B1,ax 
MovAh,M1[5] 
Mov Bh,M1[7] 
Mov M1[6],Ah 
10 
Mov Ax,B1 
Imul A1 
Imul Ax,C1 
Mov B1,ax 
MovAh,M1[2] 
Mov Bh,M1[7] 
Mov M1[6],Ah 
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 Продовження табл. 1.1 
Варіант Команди Варіант Команди 
11 
Mov Ax,С1 
Sub Ax,A1 
Idiv C1 
Mov A1,ax 
MovAh,M1[9] 
Mov Bh,M1[13] 
Mov M1[11],Ah 
Mov M1[3], Bh 
12 
Mov Ax,B1 
And Ax,A1 
Add Ax, C1 
Mov C1,ax 
MovAh,M1[13] 
Mov Bh,M1[7] 
Mov M1[4],Ah 
Mov M1[1], Bh 
13 
Mov Ax,B1 
Idiv A1 
Sub Ax,C1 
Mov B1,ax 
MovAh,M1[8] 
Mov Bh,M1[11] 
Mov M1[4],Ah 
Mov M1[6], Bh 
14 
Mov Ax,B1 
Imul A1 
XorAx,C1 
Mov A1,ax 
MovAh,M1[11] 
Mov Bh,M1[8] 
Mov M1[4],Ah 
Mov M1[2], Bh 
15 
Mov Ax,B1 
Imul A1 
Shl Ax,2 
Mov B1,ax 
MovAh,M1[8] 
Mov Bh,M1[7] 
Mov M1[10],Ah 
Mov M1[11], Bh 
16 
Mov Ax,B1 
Div  A1 
Imul Ax,C1 
Mov B1,ax 
MovAh,M1[5] 
Mov Bh,M1[3] 
Mov M1[9],Ah 
Mov M1[12], Bh 
17 
Mov Ax,B1 
Add A1 
Shr Ax,3 
Mov B1,ax 
MovAh,M1[12] 
Mov Bh,M1[13] 
Mov M1[7],Ah 
Mov M1[11], Bh 
18 
Mov Ax,B1 
Idiv byte ptr A1 
SubAx,C1 
Mov A1,ax 
MovAh,M1[11] 
Mov Bh,M1[4] 
Mov M1[7],Ah 
Mov M1[8], Bh 
 
Контрольні запитання 
1. Як можна використати мову асемблера при розроблені програм? 
2. У яких випадках використовується вбудований асемблер? 
3. У чому переваги і недоліки використання вбудованого асемблера? 
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4. У якому випадку увесь модуль програми розробляється з 
використанням асемблера? 
5. Що необхідно враховувати при розроблені програми з 
використанням декількох мов програмування? 
6. Для чого використовується директива _ asm? 
7. Чи розрізняє транслятор великі і маленькі букви при написанні 
команд асемблера та імен змінних? 
8. Якими регістрами можна користуватися на рівні мови асемблера в 
модулях Сі/С++ без попереднього збереження? 
9. Як створюється проект з використанням модуля на мові асемблера? 
10.  Які налаштування потрібні для проекту з модулями на асемблері? 
11.  З яких частин складається додаток? 
12.  Яка структура модуля програми на мові асемблера? 
13.  За допомогою яких директив вибирається набір команд модуля? 
14.  Для чого використовується директива установлення моделі 
пам’яті? 
15.  Яка модель використовується для програми під операційну 
систему Windows? 
16. За допомогою яких директив задається область пам’яті програми 
для зберігання глобальних даних? 
17. Як оголошуються глобальні змінні в асемблері? 
18. Який розмір пам’яті можна виділити для зберігання даних в 
одиничній змінній? 
19. Для чого використовується знак "?" при завданні початкового 
значення змінної? 
20. Після якої директиви записуються команди процесора? 
21. Для чого служить директива END? 
22. Як здійснюється трансляція і побудова програми з використанням 
модулів мовою асемблера? 
23. Які можливості для відладки програми надає система 
програмування Visual Studio на рівні машинних команд? 
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