The`Progressive Party Problem' [9] has long been considered a problem intractable for branch-and-bound mixed integer solvers. Quite impressive results have been reported with constraint programming systems for this problem. As a result the problem has become a standard example in texts on constraint programming. Fortunately, there has been progress in the mixed integer programming arena: we can solve now larger and more dicult problems than ever before. Improvements in algorithmic theory, solvers, modeling environments and computer hardware created a new situation, where reported cases of unsolvable instances of MIP models need to re-examined, possibly with another outcome. In this paper we will show that we can solve thè Progressive Party Problem' formulated as a large MIP problem, using standard, o-the-shelf hardware and software. A simple myopic heuristic is also implemented and can solve the problem in a fraction of the time.
Introduction
The`Progressive Party Problem' was rst stated by Peter Hubbard, a member of the Sea Wych Owners Association, and of the Mathematics Department of Southampton University [12] . Consider an evening party during a yachting rally. There are n boats and their crews. A number of boats is to be chosen as host boat: they will host a party where other crews will visit in time slots t = 1..T of half an hour. The total number of time periods T is given. Guest crews will go from one host boat to another. Host boats have a given capacity: the number of guests they can receive for a party. Guest crews can not visit the same host boat more than once and guest crews can not meet other guest crews more than once. Find a schedule that minimizes the number of host boats.
The following data is available: T = 6, n = 42 and the crew sizes and guest capacities are listed in table 1.
The real-world problem had a few extra conditions: the rst three boats are designated hosts boats: the organizer and two crews consisting of parents need to stay at their boats to be reachable. The last few boats, with zero capacity, are virtual boats: they are crews consisting of children that visit parties but can not host a party.
The problem has been reported to be unsolvable using Mixed Integer Programming [9, 7] . There has been success using Constraint Programming techniques or mixed Constraint Programming/Integer Programming systems. [9] uses the ILOG Solver with some manual intervention, [10] can solve some instances (including the full-blown problem) using Oz, [7] solves some smaller instances using a MLLP (Mixed Logical-Linear Programming) solver. [5] uses Constraint Programming and Local Search for models with even more time periods and [8] uses a combined strategy using Eclipse and Cplex.
Model formulation
In this section we will review some of the formulations used in earlier unsuccessful attempts to solve the model as a mixed integer programming problem.
The rst formulations are due to [9] . We introduce binary variables x i,j,t , x i,j,t = 1 if crew j visits boat i at time slot t, 0 otherwise.
(1)
Let the data be denoted by w i and p i as being the crew size and the guest capacity of boat i.
The objective is to minimize the number of host boats:
Parties only take place at hosts boats, so if h i = 0 then we must have x i,j,t = 0:
The guest capacity of a host boat can not be exceeded:
where g i is a parameter indicating the maximum number of guests a host boat can accomodate.
Crews are not supposed to be idle at any time: they are either visiting a host boat or they serve as host crew:
The constraint that crews cannot meet more than once is split into two parts: rst a guest crew cannot visit a host crew more than once and second, between guest crews the meeting limit is imposed.
Crews can not visit the same boat more than once:
Guest crews can not meet more than once:
The last equation is nonlinear and can be rewritten as a set a linear constraints. Several suggestions can be found in the literature.
The number of equations this creates is however prohibitively large [9] . A dierent formulation (also from [9] ) introduces extra binary variables y i,j,j ,t dened by y i,j,j ,t = 1 if crews j and j visit boat i at time slot t, 0 otherwise.
and the following constraints are formulated to implement this: 12) y i,j,j ,t ≥ x i,j,t + x i,j ,t − 1 ∀(i, j, j , t)|i = j, i = j , j < j (13) (j ,t)|j<j
As the host boat i is irrelevant in this respect, the following formulation is more appropriate [10] . Dene binary variables m j,j ,t instead of y i,j,j ,t and assume only that m j,j ,t = 1 if crews j and j meet at a party at time t.
If they don't meet then, we leave m j,j ,t unrestricted. The linking equation reduces to:
Disappointing results are reported by [9] . Commercial LP/MIP solvers XPRESS and OSL were tried unsuccessfully, even on smaller instances and relaxations. A footnote in [10] mentions that the improved formulation using equations (15) and (16) was tried by the authors of [9] , without apparent success.
A somewhat dierent formulation is found in [7] . First of all, variables of the form x i,i,t are explicitly included in the model. These variables are set to one for host crews by including a constraint:
We think it is better not to include these variables at all in the model. I.e. in our implementation, x i,j,t is only dened for i = j. This reduces the number of integer variables and the above constraint is not needed.
A more distinctive feature is the usage of general integer variables v j,t dened by:
where v i,t = i for host crews. The implication
is modeled as:
using additional binary variables α i,j,t and β i,j,t . For this big-M formulation, M can be chosen as M = n. An alternative formulation is:
The variables m j,j ,t are calculated using v j,t in a similar fashion as just described. The implication
is implemented as:
using additional binary variables φ j,j ,t and ψ j,j ,t . Again M can be chosen as M = n. It is observed that v j,t can be declared as continuous variables as they will automatically assume integral values.
The authors [7] could not solve the full instance of this formulation using the Cplex solver. For n = 10, computations were terminated after 20000 nodes.
Solving the model
The basic model we will use is discussed in the rst part of previous section:
The model from [7] with its big-M formulations and general integer variables, looked less attractive as a starting point.
A few changes have been applied to this model.
The variables m j,j ,t can be relaxed to continuous variables, as they assume integer values automatically, that is at least the ones that are restricted. The unrestricted ones being possibly fractional are not an issue.
We xed the designated hosts boats:
The virtual boats can be xed to being guest boats:
This can be slightly generalized: any boat with a net guest capacity smaller than the smallest crew size will never be a hoat boat. I.e.
w := min
It can be argued that there is a bound z ≥ 13
as we need 13 host boats just to get a valid schedule for a one period party.
This can easily be veried just by running the model for T = 1. The resulting model is:
In fact, as mentioned by [3] quite a simplied model can be used to obtain this bound. A simplied version of that is:
This model gives z * = 13 implying the bound on z for the full-blown model.
The same bound can be derived by sorting the boats on capacity and choosing the rst k boats that can accomodate all crews, which yields k = 13.
Another observation is that we replace equation (6) by:
which may be tighter if h i is still fractional. Similarly, we can replace equation (8) by:
As we were interested in nding a solution with z = 13 we xed the objective variable to this value and told Cplex to place emphasis on feasibility.
In addition we set branching priorities as follows:
• First pay attention to h i , then worry about x i,j,t 4 A time staged heuristic [9] mentions how they could nd a solution using the ILOG Solver Constraint Programming System. They rst solve the system for t = 1, then xed variables and solved for t = 2 etc. Interestingly they did not try the same scheme using a MIP solver. In this section we will show results based on the following heuristic: rst solve for t = 1, then x h i and x i,j,1 . Then solve for t = 1, 2. Now we can x x i,j,2 . Solve for t = 1, 2, 3 etc. Note that we can not x the variables m j,j ,t as they are partially left undened. As was done in [9] , we were even able to nd a solution for a seventh time period without increasing the number of host boats.
The complete model that implements this, is reproduced in Appendix B. The models grow in size but are very easy to solve. The total turn around time is less than a minute.
As the optimal objective solution for stage 1 through 7 remains at 13, we know this is an optimal solution. However, this strategy is not guaranteed to work: we were lucky that xing the earlier stages did not cause the objective to deteriorate or that the subproblems became infeasible.
Discussion
The fact that we can solve models of this size on our desktops can be atrributed to the following factors. First, there has been tremendous improve-ments in hardware. The desktop PC that was used to run this model is quite a garden variety machine. However, it oers unprecedented computing power. [4] Opposed to (computer) programming, where large problems can be decomposed into smaller ones in a natural fashion (e.g. by stepwise renement [13] etc.) modeling is characterized by simultaneous equations. A compact no- parameter capacity(i) 'max number of guests' / b1 6, b2 8, b3 12, b4 12, b5 12, b6 12, b7 12, b8 10, b9 10, b10 10, b11 10, b12 10, b13 8, b14 8, b15 8, b16 12, b17 8, b18 8, b19 8, b20 8, b21 8, b22 8, b23 7, b24 7, b25 7, b26 7, b27 7, b28 7, b29 6, b30 6, b31 6, b32 6, b33 6, b34 6, b35 6, b36 6, b37 6, b38 6, b39 9, b40 0, b41 0, b42 0 /; parameter crew(i) 'crew size' / b1 2, b2 2, b3 2, b4 2, b5 4, b6 4, b7 4, b8 1, b9 2, b10 2, b11 2, b12 3, b13 4, b14 2, b15 3, b16 6, b17 2, b18 2, b19 4, b20 2, b21 4, b22 5, b23 4, b24 4, b25 2, b26 2, b27 4, b28 5, b29 2, b30 4, b31 2, b32 2, b33 2, b34 2, b35 2, b36 2, b37 4, b38 5, b39 7, b40 2, b41 3, b42 4 /; parameter guest_cap(i) 'guest_capacity'; guest_cap(i) = max(capacity(i)-crew(i),0); set t 'time slot' /t1*t6/; alias (i,j,ii,jj); alias (t,tt); set nd(i,j) 'off-diagonal'; nd(i,j)$(ord(i)<>ord(j)) = yes; set lti(i,j) 'less-than'; lti(i,j)$(ord(i)<ord(j)) = yes; variables nh 'number of host boats' x(i,j,t) 'crew j visits party i at time slot t' h(i) 'boat i is a host boat' meet (j,jj,t) 'crews j and jj meet at time t' ; binary variables x,h; equations obj 'objective' host (i,j,t) 'parties only on host boats' cap (i,t) 'capacity constraint' crewhost(j,t) 'crew is a host or is hosted (no idle crews)' visitonce(i,j) 'crew can only visit a boat once' link(i,j,jj,t) 'calculates meet(j,jj)' meetonce(j,jj) 'any pair of guest crews can meet only once' ; * * minimize number of host boats * obj.. nh =e= sum(i, h(i)); * * there are only parties on host boats * host(nd(i,j),t).. x(i,j,t) =l= h(i); * * max number of guest that a host boat can handle * cap(i,t).. sum(nd(i,j), crew(j)*x(i,j,t)) =l= guest_cap(i)*h(i); * * no idle crews: a crew is either hosting a party, or visiting * a party * crewhost(j,t).. h(j) + sum(nd(i,j), x(i,j,t)) =e= 1; * * max one visit to each host boat * visitonce(nd(i,j)).. sum(t, x(i,j,t)) =l= h(i); * * guest crews can meet only once * with aid of extra binary variables * meet.lo(lti(j,jj), t) = 0; meet.up(lti(j,jj), t) = 1; link(i,lti(j,jj),t)$(nd(i,j) and nd(i,jj)).. meet(j,jj,t) =g= x(i,j,t) + x(i,jj,t) -1; meetonce(lti(j,jj)).. sum(t, meet(j,jj,t)) =l= 1; * * some boats are designated host boats * set must_be_host(i) /b1,b2,b3/; h.fx(must_be_host) = 1; * * some boats are designated guest boats * (the virtual boats). * set must_be_guest(i) /b40,b41,b42/; h.fx(must_be_guest) = 0; * * make sure boats with very limited guest capacity are never * selected as host boats * (this will include the virtual boats, so what) * scalar mincrew 'smallest crew'; mincrew = smin(j, crew(j)); h.fx(i)$(guest_cap(i) < mincrew) = 0; * * it can be shows that 12 host boats is not enough * to handle even a single period. Try to find a schedule * with 13 boats. * nh.fx = 13; model m /all/; * * priorities * ----------* first branch on h(i), sorted on crew size * then branch on x(i,j,t), sorted on crew size * parameter mx 'max crew size'; mx = smax(i,crew(i)); h.prior(i) = mx -crew(i); x.prior(i,j,t) = mx + sqr(card(i)) -ord(i) -ord(j); m.prioropt=1; * solve to optimality option optcr=0; * increase iteration and time limit option iterlim=1000000; option reslim=100000; option mip=cplex; * * cplex option file * file f /cplex.opt/; putclose f 'heurfreq -1'/'mipinterval 1'/'startalg 1'/'subalg 1'/'mipemphasis 1'/; m.optfile=1; solve m using mip minimizing nh; * * sanity check * parameter meetcount(j,jj); meetcount(nd(j,jj)) = sum((i,t), x.l(i,j,t)*x.l(i,jj,t)); abort$sum((j,jj)$(meetcount(j,jj) > 1.5),1) "meeting condition is not met"; parameter capacity(i) 'max number of guests' / b1 6, b2 8, b3 12, b4 12, b5 12, b6 12, b7 12, b8 10, b9 10, b10 10, b11 10, b12 10, b13 8, b14 8, b15 8, b16 12, b17 8, b18 8, b19 8, b20 8, b21 8, b22 8, b23 7, b24 7, b25 7, b26 7, b27 7, b28 7, b29 6, b30 6, b31 6, b32 6, b33 6, b34 6, b35 6, b36 6, b37 6, b38 6, b39 9, b40 0, b41 0, b42 0 /; parameter crew(i) 'crew size' / b1 2, b2 2, b3 2, b4 2, b5 4, b6 4, b7 4, b8 1, b9 2, b10 2, b11 2, b12 3, b13 4, b14 2, b15 3, b16 6, b17 2, b18 2, b19 4, b20 2, b21 4, b22 5, b23 4, b24 4, b25 2, b26 2, b27 4, b28 5, b29 2, b30 4, b31 2, b32 2, b33 2, b34 2, b35 2, b36 2, b37 4, b38 5, b39 7, b40 2, b41 3, b42 4 /; parameter guest_cap(i) 'guest_capacity'; guest_cap(i) = max(capacity(i)-crew(i),0); set t 'time slot' /t1*t7/; alias (i,j,ii,jj); set nd(i,j) 'off-diagonal'; nd(i,j)$(ord(i)<>ord(j)) = yes; set lti(i,j) 'less-than'; lti(i,j)$(ord(i)<ord(j)) = yes; variables nh 'number of host boats' x(i,j,t) 'crew j visits party i at time slot t' h(i) 'boat i is a host boat' meet (j,jj,t) 'crews j and jj meet at time t' ; binary variables x,h; equations obj 'objective' host (i,j,t) 'parties only on host boats' cap (i,t) 'capacity constraint' crewhost(j,t) 'crew is a host or is hosted (no idle crews)' visitonce(i,j) 'crew can only visit a boat once' meetonce(j,jj) 'any pair of guest crews can meet only once' link(i,j,jj,t) 'calculates meet(j,jj)' ; set td(t) 'dynamic set'; * * set must_be_guest(i) /b40,b41,b42/; h.fx(must_be_guest) = 0; * * make sure boats with very limited guest capacity are never * selected as host boats * (this will include the virtual boats, so what) * scalar mincrew 'smallest crew'; mincrew = smin(j, crew(j)); h.fx(i)$(guest_cap(i) < mincrew) = 0; * * it can be shows that 12 host boats is not enough * to handle even a single period 
