In this article, we introduce a practical scheme that dynamically secures and outsources data on demand as well as propose a corresponding architecture to securely process data in database service provider. We also adopt the application of bring your own device in this scheme as an enhanced security solution. After studying over 1300 database models, we expect this scheme can be applied in production with justifiable result.
Introduction
Nowadays, cloud services have been widely used in recent years, they brought convenience to the enterprise and they also brought new challenges: Data outsourcing becomes a headache as companies cannot guarantee the integrity and confidentiality of what they provided to the service providers. In terms of reliability, data could be modified accidentally or maliciously or could be leaked to the adversaries (attackers, malicious providers). [1] [2] [3] The demand of storing and processing data online grows quickly to adapt to the rapid change of business. It could lead to crisis if the cloud service provider is compromised and data of users are exposed to attackers in plain text.
Researchers have been working on a variety of techniques in order to limit the impact caused by data leak. Ones could be mentioned are access control, encryption or even extra layer of authentication and authorization leveraged by OAuth2. 4 The first step is always about securely encrypting data before storing them on the cloud. Even though processing data in encrypted format greatly enhances the security, it is not an easy task. Homomorphic encryption allows arbitrary computations on fully encrypted data, but this technique is limited to certain algebraic calculations, and the low performance makes it especially impractical to be applied in production.
After presenting our related work in the conference of Information and Communication Technology Convergence, 5 we realize bring your own device (BYOD) is immersing as a significant trend in corporate network. According to Forbes report 6 , over 80% of enterprises now allow employees to use personal devices for daily tasks. In addition to 'data loss', 'stolen device' and 'unauthorized access' are frequent terms to express the concern of corporations regarding to BYOD security. 7 We saw the need of rigorous improvement over our previous evaluation analysis, as well as the adoption of BYOD should be made to be able to keep pace with the ever-changing technology. In a nutshell, we believe it is mandatory to keep data safe from end to end. As described in Figure 1 , all requests (req(1), req(2)) and responses (res(1), res(2)) must be protected by obfuscation to limit information revealed to third party or any interceptor, as in Man In The Middle attack.
To the best of our knowledge, there is no solution for operations on fully encrypted data that could be applied into real world scenarios. We take another approach with obfuscated data to limit the information exposed to other parties: Only data that need to be computed should be revealed to service provider, the rest is kept secret by encryption. In other words, the information to be processed appears in partially encrypted format. In terms of database scheme, we try to secure sensitive columns of a table before providing to the database service provider (DSP). Advantages and limitations of this approach will be described in the next sections.
In summary, our study in this article includes: (1) survey 50 categories of database, like banking, education, government, etc., with more than 1300 designed samples; (2) address the problem of data outsourcing with threat models and (3) propose an adoption of BYOD and service providers when outsourcing data to leverage the advantages of the cloud (network, resources, computation, etc.).
The rest of this article is organized as follows: section 'Related work' provides some related works. Section 'Threat models' considers some attack scenarios with real world implementations. We propose the scheme for data outsourcing in section 'Scheme for outsourcing data' and performance analysis in section 'Analysis and evaluation'. Conclusion and limitations will be discussed in section 'Conclusion'.
Related work
Secure meta mediator (SMM) 8 is a core component of secure outsourced database architecture proposed by Ahmed et al. SMM server stands between users and DSP, on one hand authenticates the users and the other hand encrypts and outsources databases to DSP. The role of SMM server is centralizing metadata of all users (databases and queries). While databases are stored at DSP, queries are prepared at SMM and then will be sent to DSP for execution phase. The problem of this model is that once SMM is compromised, attackers will get the information about all user data, and bottleneck could happen if SMM tries to process a large amount of queries at the same time before sending them to DSP. In this case, SMM server is a single point of failure. Our architecture, however, makes a distributed, on-demand approach which users will directly send requests to DSP, instead of going through such centralized server like SMM. Microsoft 9 also mentioned about column encryption. This technique uses symmetric key to encrypt columns in SQL Server, so that database can be more secure when transferred but cannot protect the data (in plain text) when processed. 10 
Threat models
Before proposing the countermeasure, we consider these scenarios:
Query interception
Assume that user wants to send a remote query to DSP to get some returned information. In the case that attacker is able to hijack the session, he could have some knowledge if the query is in plain text and then associates it with the returned result in this session. 11 The fastest way to solve the problem is to encrypt the query, but it leads to another issue since the user have to reveal the key to the DSP, so that they could be able to decrypt the query to perform an operation. Confidentiality can be achieved at both sides through homomorphic encryption, but as we have mentioned above, this mechanism is not applicable since it causes too much overhead.
Storage provider compromised
Databases are stored in storage service provider (SSP) servers, and it is a big trouble if those servers are compromised. 10 Encrypting database is mandatory, but sometime in the progress -database must be decrypted to be queried and the attack could occur at that moment when all data is in plain text. Moreover, exposing all of the sensitive information to the service provider is considered unwise (in case of semi-trusted provider). 
Attacks on BYOD devices
To avoid unauthorized access to sensitive data in these devices, corporation may think about applying encrypting or obfuscating techniques carefully. In case employees lose their devices, the company can still assure that the data are somewhat ambiguous to the attackers. They can also take a step by remotely wiping the device. 12, 13 Moreover, data loss may cause big impact to the business continuity, the availability of data should be brought in to consideration as well. 7 As the growth of different technologies, such issue is resolved quickly through cloud storage.
Scheme for outsourcing data
We assume there will be the presence of three parties: a user, a DSP and a SSP. SSP can either be an enterprise where the users (employees) work for or a trusted storage provider, while DSP is another service provider that performs computation (query) on databases. DSP is a semi-trusted provider, as it provides computing services for different types of users from different companies but cannot be fully trusted (sensitive information like client password, social security number, etc., must be kept secret) (In Figure 2 : An arrow '!' represents a transformation, for example:
Query Qx ! Qy is the transformation of query Qx into query Qy, some parts of the query Qx will be encrypted. Database X ! Y is the transformation of database X into database Y, some parts of database X will be decrypted. Database Y becomes partially encrypted after the decryption. In database Y, sensitive fields in its tables will still remain encrypted. In SSP, database X is fully encrypted for better privacy and long-term storage.
Suppose X is a fully encrypted database. When the user wants to perform query Qx on database X, the first step is to transform the query Qx into Qy and send it to DSP (1). DSP needs database to perform a query, it then sends a request (for database X) to SSP (2) . SSP authenticates DSP on behalf of the user. If successful, SSP will partially decrypt database X and respond to DSP with the corresponding database: Y (3) In DSP, the query Qy will be applied on the database Y, a result will be sent back to the user in partially encrypted format.
(4) In most cases, the result is a series of rows in the database table. Notice that the property of database Y (which field should be decrypted) is up to the demand of the company and their users. We try to address all problems happened in this scenario and solve them in the next steps.
Set-up shared secret key and move data to SSP
In a set-up phase, the first step is to secure the data provided by the user, we have it encrypted at both ends: on user side and SSP side, using shared secret key. To achieve this, the secret key needs to be distributed at both sides. Firstly, user generates a secret key K. At the same time, SSP needs to generate a public-private key pair. The public key is sent to user (1), user encrypts the secret key K (into message M) using this public key and sends back to the SSP (2). After the SSP receives and decrypts message M using their own private key, SSP could retrieve the secret key K inside. User then uses the secret key K to encrypt whole database and transfer it to SSP (3). Note that public key need to be self-signed by SSP to guarantee non-repudiation, authenticity and integrity of shared secret key establishment process. Additional signing process could be made through public Certificate authorities like Symantec or Comodo (See Figure 3) . 
Resource authorization
Resource belongs to the user is granted to DSP by access token, which can be deployed using OAuth2.0. For the completeness, we describe the flow of resource authorization in Figure 4 .
SSP plays a role as an authorization server and it is also a resource server. To grant permissions for DSP, user accesses DSP (1) and is redirected to SSP (2). At SSP, user authenticates his identity and locates necessary resources that will be granted for DSP, user is redirected back to DSP, along with an authorization code (4). DSP then uses this authorization code to exchange for access token from SSP. From now on, DSP will have permission to access resource in SSP, on behalf of the user. Note that user here is the resource owner, and DSP is the third party service provider which is granted permission to access the resource in SSP (resource server).
Selective encryption
We had a thorough investigation on 1300 database models in different businesses, 14 each database model has variety of fields and their own attributes. For example, in banking database, sensitive fields can be custo-mer_id, credit_card_number and customer_name. We realized that not all sensitive fields need to be encrypted unless they uniquely identify a customer. In this case, customer_name field can be remained in plain text. Assume that the attacker has this partially encrypted table, he would have no knowledge even if the names of customers are in plain text.
Additionally, we leave the decision to the user to decide which fields should be used for future queries and which fields could be left in unencrypted format. Moreover, that fields that need algebraic calculation are not sensitive in the sense that they do not reveal the identity of the identifier (person or thing in the database). For example, the balance of a bank account does not have much meaning unless the name field and other fields like birthdate and phone number are revealed (See Figure 5 ).
Query transformation
Queries also need to be transformed to be applied on (partially encrypted) databases. To achieve that, we encrypt the fields (column names) appear in a query as well as the 'value'. For example, the matching query can be present like this:
SELECT X, Y, Z FROM table_name WHERE X = value1 AND Y = value2
In this case, X, Y, Z are column names and value1, value2 are the values we want to query. While the syntax of SQL must be preserved, and suppose that X and Y are sensitive fields that need to be kept secret, the query can be transformed into:
SELECT ENC(X), ENC(Y), Z FROM table_name WHERE ENC(X) = ENC(value1) AND ENC(Y) = ENC(value2);
Similarly, other database actions can be achieved in the same way. We will discuss more about CRUD (Create -Read -Update -Delete) in the next section. For the briefness of database background explanation, these actions can be summarized as below:
Update values in a row of a In many cases, values in sensitive fields are not used for operations like adding, multiplying and so on but mostly used for searching. Otherwise, fields that are important (like account_balance, payment_method, etc.) do not uniquely identify a single person, that means they are not necessary to be kept secret by encryption so that they can be easily performed any operation in plain text format.
Update data in SSP and DSP
The flow of Update, Create and Delete requests must go to both SSP and DSP to make sure both resources are identical in terms of data integrity. The request flow is described in Figure 6 . CUD stands for Create -Update -Delete, Read request is only sent to DSP for data retrieval.
Threat models consideration
Based on evaluating the proposed scheme, we again consider three scenarios mentioned in the previous section:
(1) Query interception: MITM attack may occur at user facing (communication between user and DSP) or SSP facing (communication between SSP and DSP). Refer to Figure 2 , in both cases, the query of user and database X, Y are securely encrypted to avoid such attack. (2) SSP compromised: In all cases, data in storage server remain in fully encrypted (or at least, partially encrypted format). The cost of being compromised could be minimized significantly. (3) BYOD devices: The concern of data lost and stolen urges the enterprise to secure their data on the devices by encryption. In this scenario, the key must be kept secret by different implementations. Some could be mentioned are data lost prevention (implemented by Google on Android and Apple on iOS). It all up to the users to authenticate with their devices by using fingerprints, PINs or complex passwords. The discussion about these techniques is beyond this article.
Analysis and evaluation

Data
Our evaluation is implemented on MariaDB. 15 The purpose of partially encrypted database and transformed query is to limit the information that could leak to the DSP, while users could still be able to make use most of database services (by issuing transformed query on partially encrypted database), at the same time overhead could be avoided in some level. It complicates the computation and slows down the performance unnecessarily if operation happens on the whole encrypted databases. In this section, we evaluate the efficiency of both partial encryption scheme and full encryption scheme. The use case has been tested on virtual machine with these specifications: 4 GB of RAM, i7-2600 (3.40 GHz) CPU duo core. Measurement units include number database records per second both schemes can process (Performance) and the fraction of database sensitive columns (which is the percentage of sensitive fields in the table, from 0% to 100%). Our experiment result can be roughly translated into line chart in Figure 7 . As the percentage of sensitive fields increases too high, low performance may appear on partial encryption scheme because of the additional time needed to manage each encrypted field, but, in most cases, the performance is much better than full encryption scheme since the time to compute insensitive fields has been terminated. Note that the data must be defined (which parts are secret and which parts are not) to work with our scheme. The experiment result is stable in case of classified data, anomaly only happens due to the fact that there are some specific models that contain too much confidential information, which is mentioned in the next section.
Network measurement
Cloud provider, in addition to its high performance, possesses great network resources compared to conventional servers or personal computer. We measure download/ update speed by using SpeedTest API. This advantage help our scheme achieve high throughput of data transfer.
Encrypting and decrypting benchmark
We also take further examination by inspecting the time to encrypt and decrypt single files, one with 200 MB in size and one with 100 MB in size. The work was done on a quad-core server, Intel(R) C(TM) i5-3570 CPU @ 3.40GHz (See Table 1 ). Table 2 and 3 show the time for the encryption and decryption of both schemes. In details of Linux system, 'real' represents the time needed from start to finish of the call, which is the actual elapsed time; 'user' and 'sys' are the amount of CPU time spent in user mode and kernel within the process.
Conclusion
Although the set-up phase is simple, it takes some time to establish the shared secret key at both sides (SSP and user), key distribution on the two parties happens only once so it does not cause so much trouble. Our scheme works well with most common database models. In special models where sensitive fields (that must be encrypted) are gathered into one table, the process of encrypting and decrypting data could slow down, and query will encounter many limitations (because of computation happens mostly on encrypted fields). The work around for this is to renormalize the database, so that sensitive fields are distributed evenly in all tables. Range queries on encrypted fields are limited for the time being, but we are considering to apply order preserving encryption technique. Moreover, we are improving the process between SSP and DSP when databases change, whenever there is a change in database, only the part was changed will be notify to SSP, the result will be updated in our future works. In this article, we have proposed an approach to database outsourcing. While computation performed on fully encrypted databases is not a good choice in production, our selective encryption by assessment solve the requirements of confidentiality and performance. Encryption usually limits the accessibility of data as it keeps information in unreadable format, this technique gives the flexibility to queries and computations on server sides, therefore the time trade-off to process data could be affordable while privacy still can be guaranteed. The implementation is currently on relational database management system. In the future, we will extend the architecture to work with NoSQL, 16 first priority is to normalize the text field data in MongoDB to perform selective encryption.
