Injective Pure Type Systems form a large class of Pure Type Systems for which one can compute by purely syntactic means two sorts elmt (?jM) 
Introduction
Pure Type Systems provide an elegant and general framework for the de nition and study of typed -calculi 2, 7, 9, 10, 19] . One central issue in the theory of Pure Type Systems is the problem of type-checking. Given a Pure Type System S, type-checking consists in deciding whether a judgment ?`M : A is derivable according to the rules of Pure Type Systems. Although type-checking is undecidable in general 8], most systems of interest have decidable typechecking 5]. For such systems, the question remains whether it is possible to nd reasonable, sound and complete, algorithms for type-checking. Over the last years, several authors have proposed such algorithms for some speci c classes of Pure Type Systems 3, 6, 13, 16, 17, 18] . However, the situation is in our view unsatisfactory because these algorithms either impose strong restrictions on the Pure Type Systems or make use of a complex derivability relation, see Section 6. In fact, the completeness of the most natural type-checking algorithm, due to R. Pollack , remains an open problem, see Section 3.
The aim of this paper is to show that a simpli ed variant of Pollack's algorithm is sound and complete for injective Pure Type Systems, a class of Pure Type Systems that includes many of the systems occurring in the literature, in particular the systems of Barendregt's -cube 1, 2] . The idea is to de ne for every pseudo-context ? and pseudo-term M two sorts elmt(?jM) and sort(?jM), which may be computed easily and without invoking conversion or substitution, and such that for every sort s, Then we use elmt(:j:) and sort(:j:) to eliminate the problematic clause in the (abstraction) rule of Pure Type Systems and obtain a sound and complete algorithm for type-checking. Besides, we show that the same idea also applies to the problem of Expansion Postponement 4, 14, 16] .
Contents The remaining of the paper is organized as follows: in Section 2,
we provide a brief overview of Pure Type Systems. In Section 3, we present two motivating open problems, namely the completeness of Pollack's type-checking algorithm and Expansion Postponement. In Section 4, we present a new derivability relation for injective Pure Type Systems and in Section 5, we show that this relation is the key to a natural type-checking algorithm. Section 6 establishes a comparison with related work. Finally we conclude in Section 7.
Dedication This paper is dedicated to the memory of Yossi Shamir. With all my love to Daphna Amiel and Omri Shamir.
Pure Type Systems
In this section, we present the basics of Pure Type Systems. Only crucial properties are considered. Other properties can be found in standard texts on Pure Type Systems 2, 9, 10].
Speci cations
Pure Type Systems provide a parametric framework for typed -calculi a la Church. Parametricity is achieved through the notion of speci cation, which consists of a set of universes and two relations expressing abstract dependencies between them.
De nition 1 (Speci cation) A speci cation is a triple S = (S; A; R) where S is a set of sorts; A S S is a set of axioms; R S S S is a set of rules; as usual, (s 1 ; s 2 ) meant as a rule denotes (s 1 ; s 2 ; s 2 ).
Every speci cation has a set of typed sorts, de ned as S = fs 2 S j 9s 0 2 S: (s; s 0 ) 2 Ag
In this paper, we will chie y be concerned with injective speci cations, which we introduce below. In Subsection 6.1, we consider further classes of speci cations.
De nition 2 (Injective) Let Note that, contrary to usual practice, we insist on variables being declared at most once in a pseudo-context. This is a mere technicality, adopted so as to disambiguate the de nition of sort(:j:) and elmt(:j:) in De nition 9.
Properties
Only a few properties of Pure Type Systems will be used crucially in the sequel. The rst property ensures that the type of a term is itself typable, unless it is a sort. induction on the derivations, the induction step for the (abstraction) rule cannot be completed, precisely because of its second premise; see 13] for a careful analysis of the failure of the induction step. One solution to this problem is to formulate a new, more liberal, (abstraction) rule and to perform the distribution of the (conversion) rule over this new set of rules. This solution, which is adopted in most works on type-checking Pure Type Systems, see Section 6, is implemented in the next sections where we propose a new (abstraction) rule inspired from the Classi cation Lemma and show that it yields a sound and complete syntax-directed system for injective Pure Type Systems.
Expansion Postponement
The problem of Expansion Postponement, due to H. Barendregt, consists in determining whether one may replace the conversion rule of Pure Type Systems by a reduction rule, without`essentially' a ecting the set of derivable judgements.
De nition 15 (Expansion Postponement)
The relation ?`R M : A is de ned by the rules of Figure 1, In the next section, we de ne a new set of rules which, in the case of injective speci cations, has the same derivable judgements as`and has the Expansion Postponement property for its`r-variant. This supports the observation in 6] that Expansion Postponement is relative to a set of rules rather than to a derivability relation. 4 
Classi cation-based rules
Throughout this subsection, we let S = (S; A; R) be a xed injective speci cation.
De nition 17 The relation ?`c l M : A is de ned by the rules of Figure 3 .
The new derivability relation is sound and complete with respect to the original one. While the relation`c l is not well-de ned for non-injective speci cations, one may wonder whether it is possible to modify the de nitions of elmt(:j:) and sort(:j:) so as to de ne a classi cation-based derivability relation that is sound and complete with respect to`for a larger class of Pure Type Systems. In the appendix, we show that one can indeed do so for the class of M-injective speci cations.
Classi cation, Type-Checking and Expansion Postponement
The classi cation-based rules enjoy Expansion Postponement and are the key to a simple type-checking algorithm for injective PTSs. Throughout this section, we let S = (S; A; R) be a xed injective speci cation.
Type-checking
The rules for`n at are obtained by distributing the (conversion) rule over the other rules for`. 
Expansion Postponement
We prove that the weak variant of Expansion Postponement holds for`c l .
De nition 22 The relation ?`e p M : A is de ned by the rules of Figure 3 By Church-Rosser, there exists C such that B 0 ; B 00 ! ! C. By (conversion),
?`e p A : C so we are done.
Other type-checking algorithms
Before proceeding with related work, we brie y review some background material on Pure Type Systems.
O O Figure 5 : The cube-specifications
Classes of speci cations
In this subsection, we introduce some of the most important speci cations as well as speci c classes of speci cations that have been considered in the context of type-checking. We begin by introducing Barendregt's -cube 1, 2], which gives a ne-grain analysis of the Calculus of Constructions and provide the archetypical examples of speci cations.
De nition 25 (Cube-speci cations) Let The speci cations may be organized into a cube as shown in Figure 5 . Another important example of speci cation is . The specification CU The next de nition, due to E. Poll 13] , provides a mild weakening of the notion of injectivity.
Sorts
De nition 28 (Weakly injective) Let Note that every injective speci cation is weakly injective. The relationship between the various classes is depicted in Figure 6 (the notion of M-injective speci cation and the speci cations C 0 , X and Q are de ned in the appendix). All inclusions are strict, although there may not always be a speci cation of independent interest that belongs to a class K but not to a subclass K 0 . For example, we do not know of any semi-full speci cation that is not M-injective. Digression on terminology The nomenclature for the classes of speci cations considered in this paper is rather unfortunate. The notion of injective speci cation, as presented in this paper, occurs in 10]. However, Geuvers 9] uses the word injective for a stronger notion. We prefer to use the terminology strongly injective for this stronger notion|which we do not use in this paper. Finally, E. Poll 13] uses the word bijective instead of weakly injective. This is counter-intuitive since every injective speci cation is bijective but there are bijective speci cations that are not injective.
Related work
Several sound and complete (for certain classes of speci cations) type-checking algorithms may be found in the literature. Without any claim to being exhaustive, we mention:
full The algorithm is concerned with judgments of the form ?`M : A : s.
Intuitively, such judgments combine in a single relation the usual derivability relation ?`M : A and the function elmt(:j:). As a result, the algorithm is sound and complete for weakly injective speci cations rather than for injective speci cations. On the other hand, Poll's algorithm does not attempt to eliminate redundant information. We conjecture that the second premise of the (abstraction) and (product) rules may be eliminated without a ecting the soundness and completeness of this algorithm.
Conclusion
We have presented a sound and complete type-checking algorithm for injective Pure Type Systems and indicated how to adapt the algorithm to M-injective Pure Type Systems. To our knowledge the algorithm, which is a simpli cation of Pollack's natural type-checking algorithm, is the simplest algorithm for typechecking injective Pure Type Systems. Although almost all Pure Type Systems of interest are injective, it is of theoretical interest to determine whether our approach may be generalized to larger classes of Pure Type Systems, e. 
