Introduction
Program synthesis is concerned with deriving programs from their specications. Such speci cations (and corresponding derivations) may be formal or informal. Formal methods have an advantage over informal ones, in that they have the desirable 1 property of being able to formally prove the correctness of the derived programs.
Logic programming provides a uniquely uniform framework for speci cations, programs and program synthesis. It is small wonder that in the early days of logic programming, program synthesis was one of the rst topics that received attention. Most notable among this early work is that of Clark 2], Hansson 4], Hogger 6] , and T arnlund 5]. Although Hansson and T arnlund and their colleagues at Uppsala implemented a derivation editor, the early work was not particularly geared towards automated synthesis. For some reason, work on logic program synthesis dwindled considerably in the Eighties. However, at the beginning of the Nineties, interest was rekindled, this time with a rm emphasis on automated or semi-automated synthesis. Now there is an annual international workshop on logic program synthesis and transformation. 2 The tutorial is organised as follows. We shall rst de ne the basic concepts. Then we shall describe a taxonomy of logic program synthesis methods. For the main approaches in the taxonomy, we shall give examples, with a view to illustrating the approaches as well as comparing them. 1 Crucial, in the case of safety-critical applications. 2 The relationship between synthesis and transformation is an intimate and intricate one. In this tutorial, we shall concentrate on synthesis, but we shall also see its relationship with transformation.
A Taxonomy
The rst attempt at a taxonomy of logic program synthesis methods can be found in Deville and Lau 3] . This classi es methods as follows:
Formal methods:
{ Constructive synthesis.
The speci cation of a program P is a conjecture that for all inputs to P there exists an output that satis es the input-output relation that P computes. A constructive proof of this conjecture is carried out, and then P is extracted from the proof. { Deductive synthesis.
The speci cation is a set of if-and-only-if sentences (together with relevant axioms) de ning the predicates of P . The clauses for P are deduced directly from the speci cation, for example by rewriting the sentences in the speci cation using unfold-fold transformation.
An important sub-class of deductive synthesis is sometimes called transformational synthesis. Here the de nitions are program clauses, and are transformed into equivalent clauses by unfold-fold transformations, or other transformations such as partial deduction. { Inductive synthesis.
The speci cation is incomplete. Inductive synthesis derives P as a generalisation or completion of the speci cation. This whole area is now known as Inductive Logic Programming. Informal methods: These include methods such as general divide-and-conquer, stepwise re nement, schema-based program construction, and so on. Owing to lack of space, we shall concentrate on formal methods, in particular constructive and deductive synthesis. Inductive synthesis, or Inductive Logic Programming, is now a research area in its own right, and is therefore best left outside the scope of this tutorial.
A Survey
Deville and Lau 3] also contains a brief survey of logic program synthesis methods. In this tutorial, we shall follow their style, and for each approach, we shall explain it with an example:
For constructive synthesis, we shall base our description on the work by Bundy and Wiggins 1].
For deductive synthesis, we follow that of Lau and Ornaghi 8] . For transformational synthesis by fold-unfold, we will describe the work of Sato and Tamaki 11]. For transformational synthesis by partial deduction, we will describe the work of Komorowski 7] . Transformational synthesis exempli es the intricate relationship between synthesis and transformation. Here we shall discuss this relationship, and explain the precise distinction and similarities between the two. For inductive synthesis, we can only brie y mention the work by Shapiro 10] , and refer the readers to a comprehensive survey by Muggleton and De Raedt 9] . For each approach, we shall also survey other existing work and relate it to the chosen central example.
Furthermore, we shall also discuss the inter-relationships between the three approaches. In particular, constructive and deductive synthesis have been shown to be closely related to each other.
Conclusion
Logic program synthesis can be seen as a an important rst step towards a logic-based approach to formal software development in any paradigm. The state-of-the-art already suggests that such a claim is not entirely groundless, although much work has yet to be done for the claim to be taken seriously. Nevertheless, we are con dent that in due course logic programming will be leading the attack on the`software crisis' that so far remains unresolved. We hope this tutorial will be a small contribution towards this cause.
