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A szakdolgozatom témájának választásakor olyan területen kerestem alkalmas 
problémát, mely a tanulmányaim során közelebb állt az érdeklődési köreimhez. 
Fontosnak tartottam, hogy egy olyan hasznos alkalmazás megvalósításán dolgozzak, 
mely a későbbiekben sok hallgató segítségére lehet az egyetemi tanulmányai során. A 
témaként választott oktatóprogram ezt teszi lehetővé. 
Az alkalmazás lehetőséget ad egy külön szerkesztőfunkció segítségével irányított 
élsúlyozott gráfok megalkotására. A későbbiekben felhasználandó gráfokat itt 
megszerkeszthetjük, módosíthatjuk, majd menthetjük. Később szerkesztésre újra 
betölthetjük, ha változtatni szeretnénk rajta. 
Három, a tananyagban szereplő nevezetes gráfalgoritmus tanulmányozására és 
gyakorlására ad lehetőséget a program: Dijkstra, Bellman-Ford és Floyd-Warshall 
algoritmusok. A felhasználóknak lehetőségük van megismerni az algoritmusokat. Ehhez 
egy olyan felület ad lehetőséget, melyen az algoritmusok kis lépésekre bontva játszhatók 
le, így könnyedén átlátható a működésük. Az tanórákon alkalmazott papíron való 
bemutatási módszerhez képest nagyban segíti a megértést az, hogy a gráfon 
folyamatosan, vizuálisan szemléltetem a lépéseket. 
A program lehetőséget ad a tudásunk ellenőrzésére is. Ehhez egy, a megértésül 
szolgáló verzióhoz nagyon hasonló felületet létrehozása volt a cél, melyen a korábban 
megismert algoritmust játszhatjuk le, szintén lépésről-lépésre, azonban csak akkor 
haladhatunk tovább, ha az adott lépésben minden szükséges adatot helyesen kitöltöttünk. 
Nagy segítség lehet sokaknak, hogy a hibás adatokra figyelmeztet a program, így tudjuk, 
mely beviteli mezőket kell javítanunk, hol hibáztunk. 





2. Felhasználói dokumentáció 
2.1. A feladat rövid ismertetése 
A szakdolgozatban megalkotott programban nevezetes gráfalgoritmusokat 
bemutató, és a megszerzett tudás ellenőrzését lehetővé tevő funkciókat valósítottam meg. 
Ezekhez egy gráfszerkesztő felület is készült, mely lehetőséget ad arra, hogy az 
algoritmusokat egy általunk megalkotott példatár segítségével tudjuk gyakorolni. 
A program elsősorban egyetemi hallgatóknak készült a fent említett célból, de 
lehetőséget nyújt oktatóknak is a példatár és az ellenőrző mód segítségével arra, hogy a 
hallgatók tudását néhány feladat kiadásával felmérjék. 
2.2. Rendszerkövetelmények és telepítés 
A program használatához Windows 10 operációs rendszer és az ehhez szükséges 
hardverkörnyezet ajánlott. Ezen felül szükségük lesz a Java alkalmazás futtatásához 
megfelelő környezetre. Ehhez telepítenünk kell legalább a „1.8.0_191” számú verziót, 
amihez a hivatalos Java weboldalon juthatunk hozzá. A program optimális 
megjelenítéséhez szükségünk van egy minimum 1366 x 768 képpont felbontású 
képernyőre. 
Az alkalmazás telepítéséhez hozzunk létre tetszőleges helyen és tetszőleges névvel 
egy mappát. Másoljuk ebbe a Graph.jar futtatható fájlt. Fontos, hogy el kell helyeznünk 
mellé egy „graphs” mappát, szintén a létrehozott tetszőleges nevű mappánkba. Ez 
tartalmazza a mentett gráfjainkat, szükséges a program helyes működéséhez. 
2.3. A program használata 
A program a Graph.jar fájl futtatásával indítható, ekkor az 1. ábrán látható nyitó 
képernyő jelenik meg. A szakdolgozatban megalkotott funkciók mindegyike innen érhető 
el. Itt külön blokkban megtalálhatók az alábbiak: gráfszerkesztés, bemutatás, ellenőrzés. 
Fontosnak gondoltam még néhány információ megjelenítését is a szakdolgozattal 




1. ábra Nyitó képernyő 
Minden funkció gombja egy hasonló felületre irányít. Ez könnyebbé teszi a 
tájékozódást a programon belül, segíti a működés gyors megértését. Az 1. ábrán látható 
az egységes felület. 
 
2. ábra Egységes felület 
A 2. ábra bal oldalán, a bekeretezett részen láthatjuk az aktuális gráfunkat. Minden 
funkció indításakor ez a terület üres. Szerkesztés esetén ide alkothatjuk meg a gráfunkat, 
illetve betöltéskor itt jelenik meg a kiválasztott gráf. A jobb oldalon találhatóak a vezérlő 





A gráf betöltésének menete a következő: 
 
3. ábra Gráf kiválasztása 
1. A legördülő menüre kattintunk. 
2. Kiválasztjuk a gráfok közül azt, amelyiket be szeretnénk 
tölteni. 
3. A legördülő menü feletti „Gráf betöltése” gombra 
kattintva betöltjük a kiválasztott gráfot. 
4. A betöltött gráf megjelenik a felületen, mostantól 
szerkeszthetjük, vagy algoritmust játszhatunk le rajta. 
A 3. ábrán látható legördülő menü az alkalmazásban található gráfok teljes listáját 
tartalmazza. Ezek a program főkönyvtárán belül a „graphs” almappában található „.txt” 
kiterjesztésű fájlokban leírt gráfok. Egy fájl egy gráf teljes leírását tartalmazza egységes 
formátumban. 
Az alkalmazás kezdő oldalára is vissza tudunk jutni, ez a „Vissza” gomb 
kattintásával lehetséges. Ez szintén minden funkció képernyőjén egységesen jelen van. 
Az alkalmazásban szerepelnek előre megalkotott gráfok, de ezek is szerkeszthetők, 
módosíthatók. Mivel minden algoritmus alapja egy megfelelő gráf, így a szerkesztés 
funkció működését érdemes elsőként megismerni. 
2.3.1. Gráfszerkesztés 
Az oktató, illetve ellenőrző módú működéshez fontosnak tartottam egy olyan felület 
megalkotását is, melyen az algoritmusokhoz magunk tudunk összeállítani példa gráfokat. 
A gráfszerkesztés funkciói a következők: 
1. Új csúcs 
2. Csúcs törlése 
3. Új él 
4. Él törlése 
5. Gráf mentése 
6. Gráf kiválasztása 





4. ábra A gráfszerkesztés funkciói 
A továbbiakban a 4. ábrán látható, korábban még be nem mutatott funkciók 
ismertetéséről lesz szó. Ezek csak a gráfszerkesztés módban érhetők el. 
2.3.2. Csúcs létrehozása és törlése 
Bármely funkciógomb kiválasztásakor az adott működéshez kapcsolódó mód lép 
érvénybe, tehát amíg mást nem választunk, addig az a működés aktív. Válasszuk tehát az 
„Új csúcs” gomb kattintásával az új csúcs üzemmódot. Ekkor a rajzoló felületre kattintva 
a kattintások pozíciójában megjelennek új csúcsok. A számozás minden esetben 1-től 
indul. 
Ha törölni szeretnénk egy, vagy akár több csúcsot is, válasszuk a „Csúcs törlése” 
gomb kattintásával a csúcstörlő üzemmódot. Ekkor a szerkesztő felületen lévő csúcsokra 
kattintva törölhetjük azokat. Azonban vigyáznunk kell, mert a csúcsokkal együtt a 
hozzájuk tartozó élek is törlődnek. Csúcstörléskor a számozás úgy változik, hogy a 
létrehozás sorrendjében kapnak új számokat a csúcsok. Ezáltal a számozás folytonos 
marad. 
Mindkét esetben a kiválasztott funkció gombja aktívvá válik. Ez látható rajta egy 
enyhe kék kerettel, tudatva ezzel azt, hogy éppen melyik funkció aktív. A további ábrákon 





5. ábra Aktív üzemmód 
Látható a kék keret az aktív üzemmód gombján. 
 
6. ábra Új csúcsok 
Ezt a 4 csúcsot hoztuk létre az új csúcs funkcióval. 
 
7. ábra Törlés utáni csúcsok 
Itt látható, hogy a kiválasztott Csúcs törlése mód 
hatására a 3-as csúcsra kattintva az törlődött, és a 
számozás megváltozott a korábbi lehelyezés 
sorrendjére, 
2.3.3. Él létrehozása és törlése 
A csúcs létrehozásához hasonlóan, ebben az esetben is ki kell választanunk a kívánt 
funkciót. Ha a gomb aktívvá válik, tudhatjuk, hogy az üzemmód is aktív. Ekkor a alább 
részletezett módon tudunk csúcsok közé irányított éleket létrehozni, melyekhez 
kötelezően meg kell adnunk az élsúlyokat is. 
Él létrehozásához az üzemmód kiválasztása után, kattintsunk először a kiinduló 
csúcsra, majd a cél csúcsra. Első kattintásnál a kiválasztott csúcs kijelölődik. Ezt a csúcs 
bepirosításával jelzi a program. A kijelölés visszavonható, ha újra, ugyanerre a csúcsra 
kattintunk. A második csúcs kiválasztásakor az alkalmazás felugró ablakban kéri az él 
súlyát. Mindenképp számot adjunk meg, mert ellenkező esetben nem jön létre él. Ha 
olyan helyre próbálunk új élt szerkeszteni, ahol már van, akkor a program szintén 




8. ábra Csúcs kijelölése 
Kijelöltük az 1-es csúcsot. 
 
9. ábra Élsúly megadása 
A 2-es csúcs kijelölésekor felugrik a 9. 
ábrán látható ablak, mely kéri, hogy 
adjuk meg a kívánt élsúlyt. 
 
10. ábra Irányított él 
Szám megadása esetén létrejön az új él, 
rajta az élsúlyt is feltüntetve. 
 
11. ábra Hibaüzenet már létező él esetén 
Ha az 1-es és a 2-es csúcs között már 
lenne él, akkor a 11. ábrán látható 
hibaüzenetet kapnánk, és nem jönne 
létre új él. 
 
12. ábra Hibaüzenet helytelen élsúly megadásakor 
Ha az élsúly megadásakor hibás, nem 
számadatot adunk meg, a program 
figyelmeztet erre, és nem jön létre új él. 
 
13. ábra Párhuzamos élek 
Adhatunk meg párhuzamos éleket, ha 
azok ellentétes irányúak. Ezek a 13. 
ábrán látható módon fognak 
megjelenni. 
 
Élek törlése hasonló módon működik, mint a létrehozásuk. Válasszuk az „Él 
törlése” gombot. Ezután jelöljük ki a törlendő él kiindulási csúcsát, majd a célját. Ha a 
kattintott két csúcs között valóban létezik él, akkor az törlődni fog. 
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2.3.4. Gráf mentése 
Ahhoz, hogy a megszerkesztett gráfunkat a későbbiekben újra szerkeszthessük, 
vagy felhasználhassuk valamelyik algoritmus gráfjaként, el kell mentenünk. Ehhez 
kattintsunk a „Gráf mentése” gombra. Ekkor a 14. ábrán lévő ablak ugrik fel. 
 
14. ábra Gráf nevének megadása 
Itt megadhatjuk a gráfunknak azt a nevet, 
amely alapján majd a későbbiekben be 
tudjuk tölteni. Ez a név fog megjelenni a 
legördülő listában betöltéskor. 
Miután megadtuk a gráf nevét, az „OK” gombra kattintva a mentés megtörténik. 
Innentől kezdve a mentett gráfunk elérhető bármelyik algoritmusnál a betöltési listán, 
illetve betölthetjük szerkesztésre is. 
Mentéskor a megszerkesztett gráfunkat a program olyan formátumúvá konvertálja, 
melyet egy szöveges fájlba könnyedén ki tud írni. Az így elmentett gráfjaink a program 
főkönyvtárán belül a „graphs” almappában találhatóak meg „.txt” kiterjesztéssel.  
2.4. Útkereső algoritmusok gráfokban 
Szakdolgozatom lényege olyan algoritmusok oktató célú bemutatása és 
gyakoroltatása, melyek különböző tulajdonságú gráfok esetén alkalmasak csúcsok közötti 
minimális költségű utak keresésére. A következő fejezetekben rövid ismertetést szeretnék 
adni a programban szereplő algoritmusokról, illetve azok használatához szükséges 
információkról. 
A tárgyalt algoritmusok a megoldás kiszámítása közben két fontos értéket tartanak 
nyilván minden csúcshoz: az egyik a „d”-vel jelölt érték, mely a pillanatnyi megoldás 
szerint megadja, hogy mi a csúcs minimális távolsága a kezdőcsúcstól. A másik a „P”-
vel jelölt érték, mely az út kiírásához kell majd, értéke egy adott csúcs esetén megadja, 
hogy a minimális költségű úton melyik csúcsból érkezünk, azaz ki a csúcs szülője. 
Minden algoritmushoz két felület készült: az „oktató módban” megtekinthetjük 
működésüket, lépésről lépésre végig követhetjük a megoldás kiszámítását. Az „ellenőrző 
mód” szolgál arra, hogy a felhasználó ellenőrizhesse tudását. Ilyenkor egy-egy lépés 
eredményét meg kell adnunk, és a program ellenőrzi, hogy a bevitt értékek helyesek-e. 
Ezek használatát az alábbiakban bemutatjuk. 
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2.4.1. A Dijkstra algoritmus 
A Dijkstra algoritmus egy adott kezdőcsúcsból induló, minimális költségű utat 
kereső algoritmus. Olyan gráfok esetén nyújt megoldást, melyek nem tartalmaznak 
negatív súlyú éleket. Ennek oka, hogy a módszer mohó elven működik, minden körben a 
még nem kész, nyitott csúcsok közül a start csúcshoz legközelebbi – legkisebb költségű 
– csúcsot veszi be a megoldásba, később, ha az adott csúcshoz egy negatív él által 
találnánk kisebb költségű utat, a csúcs elérésének költségét az algoritmus már nem 
javítaná, így a végeredmény hibás lenne. A továbbiakban ennek az algoritmusnak az 
oktató, illetve ellenőrző változatának használatát mutatom be. 
2.4.1.1. Oktató mód 
Válasszuk a fő képernyőn a Dijkstra algoritmus oktató módját. Ekkor megjelenik a 
korábban említett egységes felület, bal oldalon a gráf-megjelenítő felülettel, jobb oldalon 
a vezérlő gombokkal. Az algoritmus elindításához szükségünk van egy gráfra, melyet a 
korábban mentett, vagy már meglévő gráfok közül tudunk kiválasztani. Ennek hiányában 
a 15. ábrán látható hibaüzenettel találkozunk az algoritmus indításakor. 
 
15. ábra Hibaüzenet be nem töltött gráf esetén 
Töltsünk be tehát egy megfelelő gráfot. Nem megfelelő az a gráf, melyben található 
negatív súlyú él. Ez esetben az algoritmus hibás eredmény közölne, de a program ezt 
kiküszöböli azzal, hogy leellenőrzi a betöltött gráf éleit, és nem enged algoritmust futtatni 
akkor, ha talál negatív élt. Erről a 16. ábrán látható módon figyelmeztetést is közöl. 
 
16. ábra Hibaüzenet negatív élsúlyt tartalmazó gráf esetén 
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A betöltés sikerességét jelzi, ha a bal oldali felületen megjelenik a gráf. Ekkor már 
nyugodtan indíthatjuk az algoritmust. Ezt a „Dijkstra” feliratú gombbal tehetjük meg. 
 
17. ábra Kezdőcsúcs megadása 
Első lépésben a 17. ábrán látható ablak ugrik fel. Itt adjunk meg egy tetszőleges 
kezdőcsúcsot. Figyeljünk, hogy ez létező csúcs legyen, ellenkező esetben nem fog 
elindulni az algoritmus, amire a 18. ábrán láthat hibaüzenet is figyelmeztet. 
 
18. ábra Hibaüzenet nem megfelelő kezdőcsúcs esetén 
Megfelelő csúcs megadása utána megtörténik az inicializáló lépés, melynek 
eredménye a 19. ábrán látható. A korábban „Dijkstra” feliratú gomb helyén megjelenik a 
„Következő lépés” feliratú gomb. A vezérlő felületen megjelenik a csúcsokhoz tartozó d, 
illetve P értékek kezdeti beállítása egy-egy táblázat formájában. Ha a csúcsokhoz még 
nem talált utat az algoritmus, a d érték végtelen, ezt az „inf” kiírás jelzi. Ha a szülő 
ismeretlen, ezt „\” karakterrel jelöljük. 
 
19. ábra Dijkstra - inicializáló lépés 
13 
 
Innentől kezdve az algoritmus lépésein a „Következő lépés” gomb kattintásával 
tudunk haladni. Vegyük szemügyre a 20. ábrán látható közbenső lépést. 
 
20. ábra Dijkstra - közbenső lépés 
Első lépésben történt, hogy az 1-es számú csúcsot kiválasztottuk. Ekkor ezt a 
gráfban már végleges, zöld csúcsként jelöli a program. Második lépésben a 3-as csúcsot 
választottuk, így az, és a hozzá vezető él is zöld lett, mivel ezek már végleges választások. 
Pirossal jelöli a program azokat az éleket, melyek közül az aktuális lépés során 
választanunk kell. A pirosak közül, a „d” érték alapján kiválasztott csúcs lesz a következő 
lépés választott csúcsa. 
A gráf ábrája melletti „d” és „P” táblázatokból olvasható ki az aktuális lépés 
eredménye. Az újonnan választott csúcs már végleges lesz, tehát az ő oszlopában 
megjelenik a „__” jelölés. Megjelennek az újonnan elért és javított „d” értékek, illetve az 
ehhez tartozó „P” értékek, a szülő csúcsok. A még el nem ért csúcsok esetén a jelölés 
„inf”, azaz végtelen, a szülő táblázatban ismeretlen, melyet a „\” jellel jelölünk. 
Az algoritmus így halad folyamatosan, amíg tud új elérhető csúcsot vizsgálni. Az 
utolsó lépés eredménye a 21. ábrán látható. 
 
21. ábra Dijkstra - utolsó lépés 
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A „Következő lépés” gomb eltűnik, tudatva ezzel a felhasználót, hogy véget ért az 
algoritmus. A gráf ábráján megjelennek az elért csúcsok és hozzájuk vezető élek zölden, 
még feketék az el nem ért csúcsok, és nem használt élek. A táblázatokban megjelenik 
egy-egy összegző sor, mely a végleges szülőket és távolságokat mutatja. 
A „Vissza” gomb kattintásával léphetünk vissza a nyitó képernyőre. Ha újra, 
ugyanezen a gráfon, vagy másikon szeretnénk Dijkstra algoritmust futtatni, lépjünk 
vissza, és válasszuk újra a Dijkstra lehetőséget. 
2.4.1.2. Ellenőrző mód 
Ha már ismerjük az algoritmust, választhatjuk a fő képernyőn az ellenőrző módban 
való indítását. Ekkor az egyes lépéseken az algoritmus csak akkor halad tovább, ha a 
következő lépés adatait felvisszük a táblázatok új soraiba. 
Ehhez a funkcióhoz is szükséges betölteni egy gráfot, e nélkül itt is hibaüzenetet 
kapunk. Betöltés után indítsuk el az algoritmust. Hasonlóan az oktató módhoz, itt is 
válasszunk egy kezdőcsúcsot. Ha ezt megtettük, megtörténik az inicializáló lépés, és 
megjelennek az input mezők is, melyekbe a következő lépés adatait kell beírnunk. 
 
22. ábra Dijkstra - ellenőrző mód inicializáló lépése 
Töltsük ki a 22. ábra alsó felén látható input mezőket az eljárásnak megfelelően. 




23. ábra Dijkstra - ellenőrző mód közbenső lépése 
A 23. ábrán az látható, hogy a második lépés után, megpróbáltunk tovább lépni, de 
ez nem lehetséges, amíg nem töltjük ki helyesen az input mezőket. A helyes értékeket 
zöld keret, a hibásokat piros veszi körbe, ez segíti a felhasználót a hiba megtalálásában. 
Előfordulhat, hogy több, azonos d értékkel rendelkező „nem kész” csúcs is szerepel a 
gráfban. Ekkor mindig azt a csúcsot kell választanunk, melynek sorszáma kisebb. 
Ha az utolsó lépést is megoldottuk helyesen, az oktató módhoz hasonlóan 
megkapjuk a táblázatokba a végeredmény sorait, és nem tudjuk tovább kattintani a 
folyamatot, mivel nincs következő lépés. Ez az alább képen látható: 
 
24. ábra Dijkstra - ellenőrző mód utolsó lépése 
Kattintsunk a „Vissza” gombra, hogy újra kezdhessük az algoritmust, vagy a 
program más funkcióját választva tanuljunk tovább. 
16 
 
2.4.2. A Bellman-Ford algoritmus 
A Bellman-Ford algoritmus a Dijkstra-hoz hasonlóan, egy kiválasztott 
kezdőcsúcsból számolja ki minden más csúcshoz, hogy mi a legkedvezőbb költség, 
mellyel oda eljutunk, és ehhez milyen útvonalak társulnak. A Dijkstra-val ellentétben ez 
a módszer már alkalmazható negatív költségű éleket tartalmazó gráfokon is, azonban nem 
használható olyan gráfban, melyben van negatív összköltségű kör. Ilyenkor a feladatnak 
nincs megoldása, a kör után található csúcsokhoz vezető út költsége folyamatosan és 
végtelenül javítódik. Az algoritmus így végtelen ciklusba kerülhetne, amit a menetek 
számolásával szoktak kiküszöbölni. Irányítatlan gráf esetén emiatt a negatív élköltség 
nem megengedett, hiszen az élen oda-vissza haladva egy triviális negatív kört hoznánk 
létre. Az algoritmusnak több változata létezik. A szakdolgozat azt a változatot mutatja be, 
melyben egy sorral tartjuk nyilván, hogy melyek azok a csúcsok, amelyeknél egy adott 
körben a d érték javult, így nem szükséges a gráf összes éle mentén javítást keresni, elég 
csak a sorban lévő csúcsok élei mentén. 
2.4.2.1. Oktató mód 
Induljunk el a kezdőképrenyőről. A Bellman-Ford algoritmus oktató módját 
választva ismét a már ismert, egységes felülettel találkozunk. Különbség, hogy ezen 
algoritmus esetében előfordulhat, hogy a lépések száma több, mint a csúcsok száma, így 
a felület jobb kihasználása érdekében az algoritmushoz tartozó „d” és „P” táblázatok egy 
külön görgethető mezőbe kerültek bele. 
Az algoritmus lejátszásához be kell töltenünk egy gráfot. Ezt a már ismert betöltési 
folyamat segítségével tudjuk megtenni. Ha betöltöttünk egy alkalmas gráfot, a „Bellman-
Ford” feliratú gombbal tudjuk azt elindítani. Ha betöltés nélkül indítanánk el a lejátszást, 
hibaüzenetet kapunk erről. Előfordulhat, hogy olyan gráfot próbálunk betölteni, mely 
tartalmaz negatív összköltségű kört. Ekkor a program figyelmeztet erre, és nem 




25. ábra Hibaüzenet negatív összköltségű kört tartalmazó gráf betöltése esetén 
 Megfelelő betöltés és az algoritmus indítása után a felugró ablakban meg kell 
adnunk egy kezdőcsúcsot. Hibás adat megadása esetén hibaüzenetet fogunk kapni. 
Válasszunk tehát egy helyes kezdőcsúcsot! 
 
26. ábra Bellman-Ford - inicializáló lépés 
A sikeres kezdőcsúcsválasztás eredményét a 26. ábrán vehetjük szemügyre. Bal 
oldalon látható a kiválasztott gráf, már negatív élei is lehetnek. Jobb oldalon a világos 
mezőben jelenik meg a „d” és „P” táblázat, melyek mutatják lépésről lépésre az éppen 
aktuális távolság-értékeket és szülő csúcsokat. 
Újdonság a Dijkstra algoritmushoz képest, hogy ebben nem fogunk végleges 
csúcsot jelölni az algoritmusban, mert az a folyamat végéig még bekerülhet a sorba, így 
csak az utolsó lépés alkalmával válnak véglegessé a számolt értékek. 
Különbözőség még, hogy az algoritmushoz szükségünk van egy sorra is, melyet a 
világos terület alatt ábrázol a program. Ide kerülnek be a lejátszás során az új csúcsok, és 
innen választjuk a következőket. Az első, inicializáló lépésben a sorba bekerül a választott 
start-csúcs, és ennek megfelelően a táblázatokba a kezdő értékek. 
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Fontos ismerni a jelöléseket: A bal oldali oszlop az éppen vizsgált csúcs számát 
jelöli. Tőle jobbra a gráf csúcsai növekvő sorrendben. Ezek értékei a „d” táblázatban egy 
szám, ha már ismert a csúcs távolsága, vagy „inf”, ha még nem. A „P” táblázatban a szülő 
csúcs sorszámát írjuk, vagy ha az nem ismert, akkor a „\” jelet. 
Az inicializálás után nézzünk egy közbenső állapotot! 
 
27. ábra Bellman-Ford - közbenső lépés 
A 27. ábrán látható, hogy három területen van változás lépésről lépésre: a kirajzolt 
gráfban, a táblázatokban és a sor állapotában. A táblázatban látható az újonnan vizsgált 
csúcs sorszáma az első oszlopokban. A többi érték akkor jelenik meg a táblázatban, ha az 
a korábbi értékekhez képest javul a vizsgált csúcs által. Ha javul, bekerül az új érték, és 
a „P” táblázatba a vizsgált csúcs sorszáma, mint szülő csúcs. Frissül az ábrázolt sor: 
kikerül az első helyről a vizsgált csúcs, majd bekerül a vizsgált csúcs által javított csúcsok 
sorszáma, ha volt ilyen. Ezen felül frissül az ábrázolt gráf is. Minden lépésben kijelölődik 
a vizsgált csúcs, illetve pirossal láthatók még azok az élek is, melyek mentén javulást ért 
el az algoritmus a gráf csúcsainak elérési költségében. 
A bemutatott módszer akkor zárul le, ha a sor, melyből a vizsgált csúcsokat 
választjuk, kiürül, és a vizsgálat során nem kerül be újabb csúcs. Ekkor az alábbi képen 




28. ábra Bellman-Ford - utolsó lépés 
A „d” táblázatból leolvasható, hogy az egyes csúcsokhoz a kezdő, start csúcsból 
milyen összes élköltséggel juthatunk el. A „P” táblázat mutatja az egyes csúcsok szülőit, 
így ez alapján kiolvashatók az útvonalak. Végezetül a bal oldali képernyőn megjelennek 
zölddel kiemelve az elért csúcsok, és a hozzájuk vezető élek. 
2.4.2.2. Ellenőrző mód 
Az oktató módhoz hasonlóan, induljunk a kezdőképernyőről, és válasszuk a 
Bellman-Ford algoritmus ellenőrző változatát. A már megszokott képernyő megegyezik 
az oktató módban indított változattal. Töltsünk be egy megfelelő gráfot, majd kattintsunk 
a „Bellman-Ford” feliratú gombra. Ez indítja ellenőrző módban is az algoritmust. 
Hibaüzenetet kapunk, ha nem töltöttünk be gráfot, illetve hibás start-csúcs megadás 
esetén sem indul el az inicializáló lépés. 
Ha betöltöttük a gráfot, és elindítjuk az ellenőrző módot, a 29. ábrán látható 




29. ábra Bellman-Ford - ellenőrző mód inicializáló lépése 
Az inicializáló sorban láthatjuk melyik a választott start-csúcsunk. Ez bekerül a 
sorba, tehát jelenleg ezzel kell kezdenünk. Alul látható, hogy mivel ellenőrző módban 
vagyunk, megjelentek a Dijkstra kapcsán már ismert input mezők. Ebben az 
algoritmusban kiegészül egy plusz mezővel, melybe az algoritmus sorának aktuális 
tartalmát kell majd írnunk minden lépésben. A sor feletti mezőkbe a vizsgált csúcs által 
frissített távolság és szülő értékeket kell megadnunk. Ebben az algoritmusban csak az 
utolsó lépés után lesz végleges a csúcsok távolsága és szülője, ezért itt nem jelölünk 
végleges csúcsokat. Tehát vagy egy szám, vagy pedig az „inf” érték, szülő esetén „\” jel 
kerül az ismeretlen csúcsok mezőibe. A sor mezőbe a sorban lévő csúcsok sorszámait kell 
írnunk, szóközzel elválasztva. (Példa: „2 3 5”) 
Végrehajtva néhány helyes lépést, nézzünk meg egy közbenső esetet! 
 
30. ábra Bellman-Ford - ellenőrző mód közbenső lépése 
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A második lépés után rögtön a „Következő lépés” gombra kattintva, ha nem 
frissítettük előtte a mezőket, vagy ha tévesztettünk, piros kerettel jelzi a program a hibás 
mezőket. Csak akkor lép tovább, ha ezeket javítjuk, majd újra tovább lépünk. Próbáljuk 
először kitölteni, és csak akkor rákattintani a továbblépésre, ha úgy gondoljuk, hogy 
helyesek a kitöltéseink. A zöld és piros keretezés segít hibakeresésben. 
Fontos megjegyezni, hogy a program a vizsgált csúcs szomszédjait nagyság szerint 
dolgozza fel, így ezt a sorrendet követve kell azoknak a sorba bekerülniük. Figyelnünk 
kell arra is, hogy ha egy, már a sorban lévő csúcs esetén történik változás, akkor az nem 
kerül bele újra a sorba. 
Az ellenőrző mód is akkor ér véget, ha helyesen kitöltöttük az utolsó lépés sorát is. 
Ezt az esetet a 31. ábrán figyelhetjük meg. 
 
31. ábra Bellman-Ford - ellenőrző mód utolsó lépése 
Látszik, hogy utolsó lépésként a „Következő lépés” gomb eltűnt, ezzel is jelezve, 
hogy a végére értünk. A bal oldalon megjelent a gráfban a megoldás, zöld színnel 
kiemelve az elért csúcsok és az oda vezető élek. Jó látható a táblázatokban a csúcsok d 
értéke, illetve a szülő csúcsok sorszámai. Az utolsó, helyes lépést mutatja az is, hogy az 
input mezők zöld színnel lettek bekeretezve. A sor mezője is üres és zölddel keretezett, 
tehát vége az algoritmusnak és helyes a megoldás. 
Ha további lejátszásokat szeretnénk végezni, kattintsunk a „Vissza” gombra, és a 
kezdőképernyőről bármelyik funkció újra elérhetővé válik. 
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2.4.3. A Floyd-Warshall algoritmus 
A Floyd-Warshall algoritmus az előzőektől eltérően nem egy adott kezdőcsúcshoz 
keres legrövidebb utat, hanem minden csúcsból minden csúcsba. A gráfok 
tartalmazhatnak negatív költségű élt is. Természetesen negatív összköltségű kör esetén 
ennél a feladatnál sem tudunk megoldást adni, azonban az algoritmus ekkor is terminál. 
Hátránya, hogy nagyobb műveletigényű, így már nem túl nagy gráfok esetén is 
érzékelhetően hosszabb a működése. A szakdolgozatban megvalósított változatban a 
lejátszáshoz és az ellenőrzéshez 4-5 csúcsot tartalmazó gráfot érdemes felvenni. Bár 
működik az algoritmus nagyobb méretű gráfok esetén is, azokon azonban túl sok lépésből 
áll. 
2.4.3.1. Oktató mód 
A fő képernyőn válasszuk a Floyd-Warshall algoritmus Oktató módjának gombját. 
Ezúttal is a már megszokott felületre jutunk, ahol a kezdő műveleteket el kell végeznünk 
az algoritmus indításához. Ha nem töltünk be gráfot, az algoritmus nem fog elindulni, és 
hibaüzenetet kapunk. Betöltés után indítsuk el az algoritmust. 
 
32. ábra Floyd-Warshall - inicializáló lépés 
Az algoritmus egy szép példája az úgynevezett dinamikus programozási elvnek. 
Folyamatosan bővíti a megoldásban a csúcsok közötti úton belső pontként használható 
csúcsok körét. Hogy épp mely csúcsok használhatók a megoldásban, azt egy „k” 
paraméter határozza meg. k=0 esetben - ez az induló lépés - egyetlen csúcs sem 
szerepelhet még az utakban, így ilyenkor a d és P értékek a gráf éleit ábrázolják. A 32. 
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ábrán megfigyelhetjük, hogy a képernyő aljában látható egy k = 0 felirat. Az algoritmus 
során itt jeleníti meg a program k értékét. Inicializáló lépés esetén ez 0. k értékét 
folyamatosan növeli az algoritmus, míg értéke el nem éri a gráf csúcsinak számát. Ekkor 
a gráf valamennyi csúcsa szerepelhet belső pontként az utakban, így a megoldás előáll. 
Fontos különbség még, hogy a d és P értékek ennél az algoritmusnál nem egy tömböt, 
hanem egy mátrixot alkotnak. A mátrix i-edik sora az i-edik csúcsból, mint start csúcsból 
induló legrövidebb utakat adja meg. A képernyő bal oldalán a teljes lejátszás alatt jelen 
van a gráf, melyen fut az algoritmus. Ezen követhetjük a táblázatban megjelenített 
javításokat. Nézzük tovább a működést 
 
33. ábra Floyd-Warshall - közbenső lépés k = 1 esetén 
k = 1 esetén a piros számokat tartalmazó keretezések haladnak az első soron és az 
első oszlopon, ezzel kijelölve a vizsgálandó szám koordinátáit. A képen látható esetben 
Látható, hogy a vizsgált érték rosszabb, mint a két keretezett piros érték összege, tehát az 
algoritmus 2-ből 3-ba talált egy kedvezőbb utat az 1-es csúcs vizsgálata közben. A 
táblázatokban frissítik ennek megfelelően a d illetve szülő értéket. Erről tájékoztat is a 
program a képernyő alján. Itt látható, hogy milyen vizsgált érték helyett találtunk kisebb 
költségű utat. 
Ha k = 1 esetén végigfut az algoritmus a mátrixon, akkor k növekszik, és végigfut 
a vizsgálat újra a mátrixon. Ekkor a piros keretezett értékek a második soron és második 




34. ábra Floyd-Warshall - közbenső lépés k = 3 esetén 
A 34. ábrán látható egy lépés k = 3 esetén. A vizsgált érték még végtelen volt, ennél 
talált az algoritmus két szám összegeként egy kedvezőbb értéket. Az algoritmus így 
folytatódik, és akkor ér véget, ha k eléri a csúcsok számát, és utoljára még egyszer 
végigfut az algoritmus minden soron és oszlopon. A végső állapot a 35. ábrán látható. 
 
35. ábra Floyd-Warshall - utolsó lépés 
A táblázatban a végleges távolság értékeket zöld színnel jeleníti meg a program. 
Jobb oldalon láthatjuk a csúcsokhoz tartozó szülő csúcsokat. A bal oldalon látható gráfon 
megnézhetjük az egyes útvonalakat a táblázatok alapján. Az algoritmus végét jelzi az is, 
hogy a korábbi algoritmusokhoz hasonlóan, itt sem lehet tovább léptetni. 
Egy különleges eset, mikor olyan gráfon próbálkozunk az algoritmussal, mely 
tartalmaz negatív összköltségű kört. A megvalósított eljárás ez esetben is lefut, azonban 
megvizsgálva a végeredmény-mátrixot, a d értékeket ábrázoló táblázat főátlójában 
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negatív értékek jelennek meg. Ez a jelenség utal arra, hogy a gráf tartalmaz negatív 
összköltségű kört. 
Ha újabb algoritmust szeretnénk futtatni, válasszuk ez esetben is a „Vissza” 
gombot, és a nyitó képernyőről navigáljunk a kívánt algoritmus képernyőjére. 
2.4.3.2. Ellenőrző mód 
Induljunk a kezdőképernyőről, és válasszuk a Floyd-Warshall algoritmus ellenőrző 
módját. A kapott képernyő már a szokásos, indulásképp ugyanazokat a lépéseket kell 
megtennünk, mint oktató módban. Válasszunk tehát egy gráfot, és kattintsunk a „Floyd-
Warshall” feliratú gombra, elindítva ezzel az algoritmust. Az oktató módhoz képest itt 
egy különbség, hogy nem sorról sorra, oszlopról oszlopra halad az adatok bekérdezése, 
hanem a teljes táblázatot egyszerre kell begépelnünk. 
 
36. ábra Floyd-Warshall - ellenőrző mód inicializáló lépése 
Az ellenőrző algoritmus indítása után a 36. ábrán látható képernyővel találkozunk. 
Jól látható a fentebb leírt elvárás. Egy teljes k lépés utáni állapotot kell megadnunk. Amíg 
ezt nem tesszük meg helyesen, az algoritmus nem lép tovább. A képernyő alsó felén 
található k felirat mindig az aktuális k értéket mutatja, amely szerinti értékek a felső 
táblázatban fixen leírtak. Az elérhető csúcsokat egész számok jelölik, a nem elérhetőek 
az „inf” jellel vannak jelölve. A szülő táblázatban a még ismeretlen csúcsokat a „\” jellel 
adhatjuk meg. Töltsük ki ennek megfelelően a táblázatokat. k = 3 -ig eljutva a 37. ábrán 




37. ábra Floyd-Warshall - ellenőrző mód közbenső lépése k = 3 esetén 
Mint a korábbi ellenőrző algoritmusok esetében, itt is zöld keret jelzi a helyes 
megoldásokat, és piros a helyteleneket. Javítsuk ezeket a helyes értékekre, és léptessük 
tovább az algoritmust. Az algoritmus végén az alábbi képernyőt várjuk: 
 
38. ábra Floyd-Warshall - ellenőrző mód utolsó lépése 
A beírt értékek elfogadását jelzi, hogy a felső távolság táblázat értékei zöldek lettek. 
A szülő táblázat értékei is frissültek, így az alapján, és a távolság táblázat alapján 
ellenőrizhetjük a megoldásunkat a képernyő bal oldalán megjelenített gráfon. A „>>” 
feliratú gomb is eltűnik, tehát nincs több lépés, az algoritmus végére értünk. 
További algoritmusok lejátszásához kattintsunk a „Vissza” feliratú gombra, mellyel 
minden esetben a kezdőképernyőre jutunk. Ezt megtehetjük bármikor az algoritmus 




3. Fejlesztői dokumentáció 
3.1. Megoldandó probléma 
A szakdolgozatom célja egy olyan számítógépen futtatható program megvalósítása, 
mely segítséget nyújt egyetemi hallgatók számára gráfokkal kapcsolatos útkereső 
algoritmusok megértésében és gyakorlásában. A felhasználóknak három algoritmus 
gyakorlására ad lehetőséget: Dijkstra, Bellman-Ford és Floyd-Warshall. Ezeknek az 
algoritmusoknak a működése viszonylag egyszerű, az oktató célú bemutatást viszont 
nehezíti, hogy nem csak az eljárások végeredményére vagyunk kíváncsiak. Ehhez 
átlátható lépésekre kell bontani a teljes folyamatot, hogy azt a felhasználó követni tudja. 
Az algoritmusoktól eltérő, de megemlítendő komponense a programnak a 
gráfszerkesztés lehetősége. Erre a példatár bővítése miatt is szükség van, illetve, ha a 
hallgató egy más forrásból származó gráfon szeretne gyakorolni, azt könnyedén 
elmentheti az alkalmazásban. Ezután már futtathatja rajta a kívánt algoritmust. 
Tehát a fenti problémák megoldásához az alkalmazásnak az alábbi 
funkcionalitásokkal kell rendelkeznie: 
 Gráfok szerkesztése 
 Gráfok mentése és betöltése 
 Dijkstra algoritmus bemutatása és ellenőrzése 
 Bellman-Ford algoritmus bemutatása és ellenőrzése 
 Floyd-Warshall algoritmus bemutatása és ellenőrzése 
Ezeknek a funkcióknak a megvalósítása a későbbi fejezetekben lesz kifejtve. 
3.2. Megoldási terv 
3.2.1. A megvalósításhoz alkalmazott technológia 
A fentebb megfogalmazott probléma komplexitásából adódóan a fejlesztéshez a 
NetBeans IDE intelligens fejlesztői környezet 8.1-es verzióját használtam. Ebben 
lehetőségünk nyílik az alkalmazásunk komponenseit strukturáltan rendszerbe foglalni, 
valamint folyamatos visszajelzést kapunk programkódunk helyességéről. A fejlesztést 
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gyorsítja a környezet folyamatos segítség nyújtása, illetve futtathatjuk is tesztelésképp az 
alkalmazásunkat. 
A feladat megoldásához alapvetően JAVA programozási nyelvet alkalmaztam. A 
grafikus megjelenítést JavaFX technológia használatával valósítottam meg. Ez egy 
kifejezetten asztali és webes alkalmazások fejlesztésére tervezett szoftver platform. Egyes 
felületi komponensek stilizálására CSS stíluslapokkal nyújt lehetőséget, mely szintén 
segít az egységes felület egyszerűbb megalkotásában. 
3.2.2. Felület megtervezése 
A könnyű kezelhetőség érdekében egy olyan felület megalkotása a cél, mely 
különböző funkcionalitások esetén is hasonló felhasználói élményt nyújt. Ezen kívül az 
egységes felületek lehetővé teszik kódok és programegységek újra felhasználását, 
leegyszerűsítve és hatékonyabbá téve ezzel a fejlesztést. Ezekhez a következő 
bekezdésekben található tervek adnak lehetőséget: 
A főoldal terve: 
 
39. ábra A főoldal terve 
A fejléc mindig tartalmazza az alkalmazás nevét. A képernyő tartalmi felépítését tekintve 
három fő részre osztható. A bal felső képernyőrészen foglalnak helyet a program 
különböző funkcióit elérni hivatott gombok. Alatta az alkalmazással és a szakdolgozattal 
kapcsolatos általános információk jelennek meg. A képernyő jobb oldalára egy képet 




Az egyes funkciók képernyőterve: 
 
40. ábra A funkciók képernyőterve 
A fejléc megegyezik a főoldalon látottal. A képernyő tartalma alapvetően minden 
funkció használatakor két részre bontható. A bal oldali felület ad teret a gráfok vizuális 
ábrázolására. A jobb oldali területen kapnak helyet az aktuális funkció vezérlését ellátó 
gombok, illetve az algoritmusokhoz tartozó táblázatok, feliratok.  
A fenti képernyőképeken kívül bizonyos funkciók használatához, vagy 
hibaüzenetek közlésére felugró ablakok szolgálnak. 
3.2.3. Osztályok általános felépítése, osztálydiagram 
A program tervezésekor szem előtt kell tartani, hogy az elkülöníthető feladatokat 
ellátó függvények, osztályok megfelelően el legyenek választva egymástól. Ehhez 
alakítsunk ki külön rétegeket a felület megjelenítésére, az algoritmusok számolását végző 
logika megvalósítására, és a fájlkezelésre. 
A felület megjelenítéséhez hozzunk létre egy osztályt, melyben összefogjuk azokat 
az elemeket, melyekre a megjelenítéshez szükségünk van. A közös funkciók elvégzésére 
alkalmas osztályban valósítsuk meg az egységesen működő funkciók kezeléséért felelős 
függvényeket, mint a gráf kirajzolása is. Tartalmazzon egy Graph adattagot is, melynek 
segítségével a felület hozzáfér a logika által számolt eredményekhez. Ezt az osztályt 
felhasználva valósítsuk meg a különböző algoritmusok képernyőinek megjelenítésére 
szolgáló programegységeket, ahol már csak az egyedi funkciókat kell definiálnunk. 
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Hozzunk létre egy külön egységet az egyéb kommunikációs ablakok megjelenítésére is, 
mint például hibaüzenetek, adatbekérések. 
A logikai réteg megvalósításához szükség lesz egy osztályra, mely a gráfunkat 
reprezentálja. Ennek két speciális adattagja is legyen, csúcsok és élek. Ezen felül ez az 
osztály tartalmazza az algoritmusok logikáját is, valamint olyan segédfüggvényeket, 
melyek a gráfok különböző ábrázolását teszik lehetővé. Ez utóbbira azért van 
szükségünk, mert eltérő funkciók használata esetén más az optimális ábrázolási struktúra. 
Hozzunk létre harmadrészt egy réteget, mely az input-output műveletek 
elvégzésével foglalkozik. Ilyen például a betöltés és a mentés. 
A 41. ábrán látható osztálydiagram a fent leírt általános működést szemlélteti, 




41. ábra Osztálydiagram 
3.3. Osztályok bemutatása 
Az alábbi fejezetekben témakörökre bontva mutatom be a fenti diagramban 























3.3.2. Az alkalmazás belépési pontja 
3.3.2.1. Main.java 
 
42. ábra A Main osztály 
A Main.java osztály a javafx.application package-ben található Application osztály 
származtatottja. Ez a fő osztályunk, az alkalmazás belépési pontja. Ebben valósítjuk meg 
a javafx alapú programunk alapjait. 
A start() metódus felülírásával testre szabjuk az alkalmazás indítását. Ebben 
létrehozunk egy MainPane objektumot, mely a főképernyőt valósítja meg. Ezt kell 
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gyökér-képernyőnek megadnunk ahhoz, hogy az alkalmazás indításakor ez jelenjen meg. 
Itt állítjuk be a képernyő méretét és fejlécének feliratát is. 
3.3.3. A megjelenítésért felelős osztályok 
Az alkalmazásban megjelenő felületek mind egy közös osztályból származnak, 
mely a javafx.scene.layout package-beli Pane osztály. Ez ad lehetőséget arra, hogy 
gombokat, címkéket, beviteli mezőket és egyéb komponenseket adhassunk hozzá a 
felülethez. A különböző funkciók képernyői egy közös sémára épülnek, melyet a 
CanvasPane.java osztály definiál. Ebben valósítsuk meg a képernyőkre jellemző közös 
funkciókat, mint például a betöltés vezérlőgombja 
A főoldalt egy egyedi osztály valósítja meg. Kezdjük ennek részletezésével. 
3.3.3.1. MainPane.java 
 
43. ábra A MainPane osztály 
Mivel a főképernyő nem változik dinamikusan, így ennek felépítését definiáljuk a 
konstruktorban. Mikor példányosítjuk a program indításakor, az ebben definiált felépítés 
jelenik meg. Itt helyezzük fel a különböző funkciók elérését lehetővé tevő gombokat. 
Megjelenítünk egy gráfot illusztráló képet, valamint néhány információt a 





44. ábra A CanvasPane osztály 
Ez az osztályt használjuk minden funkció képernyőjének ősosztályaként. Ez fogja 
össze a közös adattagokat. Legfőbb feladata a gráfok megjelenítése. Az adattagok 
részletezése: 
 width: int, height: int 
A képernyő szélességét és magasságát jegyezzük fel ezekben. 
 canvas: Canvas 
A gráfokat egy canvas típusú felületen ábrázoljuk. 
 graph: Graph 
A logikai rétegben megvalósított Graph osztály fontos adattag. Ennek 
metódusaival férünk hozzá a megjelenítendő gráf adataihoz, illetve ezáltal tudjuk 
az algoritmusainkat számoltatni. 
 createCanvas() 
Létrehozza a képernyő bal oldalán található rajzoló felületet. Beállítja a méreteit, 
és hozzáadja a felülethez a canvas objektumot. 
 resetCanves() 
Ezt a függvényt hívjuk meg minden gráf-újrarajzolás előtt. Törli a Canvas felület 
tartalmát, és alapértelmezett méretűre állítja a rajzolóeszköz vastagságát. 
 updateCanvas() 
A gráf aktuális csúcs- és éltulajdonságai alapján kirajzolja a gráfot a felületre. Ha 
vannak párhuzamos élek, ez a függvény felel az élek görbítéséért, hogy azok 
megfelelően látszódjanak a felületen. 
 drawNode(Node node) 
A gráf csúcsait és azok számozását rajzolja a felületre. 
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 drawEdge(Edge edge) 
A kirajzolás talán legbonyolultabb műveletét végzi. Két csúcs között rajzol egy 
egyenes vagy görbe vonalat, attól függően, hogy párhuzamosak-e az élek. Az 
irányított él végére nyilat rajzol. A vonalak rajzolásához egy olyan függvényt 
alkalmaztam, mely két pont és egy fókuszpont megadásával görbét rajzol. 
Egyenesek esetében ez a fókuszpont a felezőpont, görbék esetében a 
felezőpontban a vonalra merőleges egyenesen eltolt pont. Ezt a pontot 
koordinátageometriai számolásokkal keresem meg, és felhasználom az élsúly 
megjelenítési helyeként is. 
3.3.3.3. GraphEditorCP.java 
 
45. ábra A GraphEditorCP osztály 
Ez a gráfszerkesztést lehetővé tevő felületet definiáló osztály. A CanvasPane 
osztályból származik, azt egészíti ki az egyedi funkciókkal. Az ősosztály Graph adattagját 
használva képes a logikai réteggel kommunikálni. Az alábbi adattagok leírásában pontos 
képet kapunk az osztály működéséről. 
 mode: Mode 
Ebben jegyezzük, hogy a gráfszerkesztésnek éppen melyik módját használjuk. 
Azaz hogy éppen új csúcsot vagy élt akarunk felhelyezni, vagy törölni azokat. Ezt 





 from: Node 
Ebben az adattagban tároljuk élek felhelyezésekor illetve törlésekor a kijelölt 
kezdőcsúcsot. 
 to: Node 
Itt tároljuk él létrehozásakor és törlésekor a célcsúcsként kiválasztott csúcsot. 
 numOfSelected: int 
A kiválasztott csúcsok számának tárolására használjuk. Kijelöléskor szükséges 
tudnunk, hogy éppen hányadik kijelölésnél tartunk. 
 numOfNodes: int 
Csúcsok számának tárolására használjuk 
 graphToLoad: String 
A kiválasztott, betöltendő gráf nevét tároljuk ebben. 
 create() 
Felhelyezi a felületre a gráfszerkesztéshez szükséges gombokat, és létrehoz egy 
eseménykezelőt, mely az egér kattintásait figyeli a Canvas területét, és reagál 
rájuk az aktuális üzemmódnak megfelelően. 
 addNode() 
Felvesz az egérkattintás koordinátái alapján egy új csúcsot a gráfba, és megjeleníti 
azt a rajzoló felületen. A megjelenítéshez szükséges a Canvas felület frissítése. 
 deleteNode() 
Figyeli, hogy a kattintás egy csúcspontra történt-e. Ha igen, törli ezt a csúcsot a 
gráf csúcsai közül, és frissíti a Canvas képernyőt. 
 addEdge() 
Új él üzemmód esetén meghívandó függvény. Különbözőképpen működik attól 
függően, hogy jelöltünk-e már ki csúcsot korábban. Ha csúcsra kattintunk, kijelöli 
azt. Ha már ki van jelölve, leveszi a jelölést. Ha van már kijelölt csúcs, és másikra 
kattintunk, akkor felvesz a gráf élei közé egy új élt. 
 deleteEdge() 
Hasonlóan működik az addEdge() függvényhez, csak ez törli a gráfból a kijelölt 
és másodjára kattintott csúcs közötti élt. Figyeli, hogy ha lenne már ott 






Ez a függvény figyeli, hogy a kattintásunk a Canvas terüleltén belül, vagy azon 
kívül történt-e. 
 clickOnNode() 
Mivel a csúcsok helyzetei pontként vannak tárolva, így egy kattintás esetén 




46. ábra A DijkstraCP osztály 
Ebben az osztályban a felületet megvalósító rétegen belül a Dijkstra algoritmust 
bemutató és ellenőrző képernyőket valósítjuk meg. Szintén az ősosztályban definiált 
Graph adattag segítségével kommunikál a logikai réteggel. Oktató és ellenőrző módban 
eltérő működést kell mutatnia, ezt a különböző módú létrehozás teszi lehetővé. A 
részletes működés az adattagok leírásában látható. 
 graphToLoad: String 




 pane: Pane 
A képernyőn belül létrehozunk egy alegységet a könnyebb kezelhetőség 
érdekében. Ezen a felületen fogjuk megjeleníteni a táblázatokat és egyéb 
feliratokat. 
 selectedNode: Node 
Több metódus esetében is szükségünk van az algoritmus által kiválasztott csúccsal 
kapcsolatos információkra, így ezt a csúcsot érdemes külön nyilvántartani. 
 steps: int 
A lépéseket számoljuk ebben a változóban. Erre a megjelenítés esetén van 
szükségünk az egyes feliratok pozicionálásában. 
 startNodeNumber: int 
Ebben a változóban tároljuk a kiválasztott kezdőcsúcsot. 
 learningMode: boolean 
Az oktató és ellenőrző mód közötti működésbeli eltérések vannak. Ennek a logikai 
értéknek a felhasználásával dönthetjük el, éppen melyik módban használjuk a 
programot, és ez alapján ágaztathatjuk el a kódunkat. 
 inputD: ArrayList<TextField> 
Ez a lista tartalmazza a d táblázat beviteli mezőit. Erre akkor van szükség, mikor 
kiolvassuk belőlük az adatokat, illetve ellenőrzéskor így érjük el könnyen, és így 
tudjuk változtatni a cellák színét. 
 inputP: ArrayList<TextField> 
A P táblázat input mezőinek tárolására szolgál. 
 numOfErrors: int 
A hibás input mezők számát tároljuk ebben a változóban. 
 nextNodeId: String 
Az algoritmus által választott következő csúcs ID értékét tartjuk számon. 
 create() 
Létrehozza a felületre a Dijkstra algoritmus működtetéséhez szükséges gombokat, 
illetve a táblázatok megjelenítésére használt Pane felületet. 
 startDijkstra() 
A Dijkstra gomb kattintására meghívódó függvény. Kezdőcsúcs választása után 





A „Következő lépés” gombra kattintva hívjuk meg. Oktató módban frissíti a 
Canvas képernyőt és felírja a táblázat következő sorát, míg ellenőrző mód esetén 
ellenőrzi az input mezőkben lévő tartalmakat és csak ezek megfelelő állapota 
esetén egészíti ki a táblázatot. 
 addResultRow() 
Utolsó lépés után ez a függvény felel a végeredmény kiírásáért a táblázat legalsó 
sorába. 
 addLabel(String text, int x, int y) 
Egy segédfüggvény, mely a paraméterként kapott felirattal és koordinátákkal 
létrehoz egy címkét a képernyőn. 
 checkD() 
Ellenőrző módban van szerepe. Egy segédfüggvény, mely ellenőrzi az input 
mezők tartalmát a „d” táblázat alatt, és piros vagy zöld színnel bekeretezi a 
megoldást, annak helyességétől függően. 
 checkP() 
Ellenőrző módban van szerepe. Hasonlóan a checkD() függvényhez, csak ez a 





47. ábra A BellmanFordCP osztály 
Ebben az osztályban valósul meg a Bellman-Ford algoritmus oktató és ellenőrző 
módú képernyője. Működése hasonló a Dijkstra algoritmus képernyőjéhez, eltérés 
azonban, hogy ezen egy görgethető felület jelenik meg a nagyobb táblázatok 
megjelenítése céljából, valamint a sor ábrázolásához plusz elemek kerülnek fel a felületre. 
A részletes leírásban a korábbiaktól eltérően működő adattagok leírását tartom fontosnak. 
 queue: LinkedList<Integer> 
Az algoritmus által használt sor tartalmára szükségünk van a felületen. Ezt az 
információt tároljuk ebben a tagban. 
 rowLabel: Label 
A sor tartalmának kijelzésére használjuk. Ez a címke felkerül a felületre, majd a 
futtatás során ennek tartalmát változtatjuk. 
 distances: ArrayList<Integer> 
A d táblázat oktató módban való megjelenítéséhez szükséges ez a lista. Ebben 
tároljuk a d értékeket. Ellenőrző módban megkapjuk az algoritmustól ezen 
értékeket, azonban nem jeleníthetjük meg, amíg a felhasználó helyesen ki nem 
tölti au input mezőket. 
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 prevNode: String 
Az előzőleg vizsgált csúcs ID értékét tároljuk ebben. Ez is ellenőrző módban 
szükséges az algoritmus által közölt eredménnyel való összehasonlításhoz. 
 inputRow: TextField 
A sor tartalmának beviteli mezője, melyet csak ellenőrző módban használunk. 
 create() 
Létrehozza a képernyőre a Bellman-Ford algoritmushoz szükséges vezérlő 
gombokat, és egy görgethető Pane felületet. Erre ebben az esetben a lépések 
nagyobb száma miatt lehet szükség. 
 startBellmanFord() 
A „Bellman-Ford” gomb kattintására jön működésbe. Kezdőcsúcsot kér, majd ez 
alapján felírja a táblázatok inicializáló sorát, és az algoritmushoz használt sort. 
Ellenőrző módban a szükséges input mezőket is felhelyezi. 
 nextBellmanFordStep() 
Eltérő módon működik oktató és ellenőrző módban. Oktatás esetén a következő 
lépésre ugrik, ellenőrzés esetén azonban csak akkor, ha helyesek a kitöltéseink. 
 addResultRow() 
Utolsó lépés után ez helyezi ki a táblázat alá a végeredményeket. 
 addLabel(String text, int i, int y) 
Segédfüggvény, mellyel egy címkét helyezhetünk ki a felületre a megadott 
paraméterekkel (felirat, koordináták). 
 setRowLabelText() 
Az algoritmushoz használt sor feliratának szerkesztését teszi lehetővé. Lépésről 
lépésre meghívjuk és ezzel beállítjuk az aktuális sor tartalmának megfelelően a 
feliratot. 
 checkD() 
Ellenőrző módban számolja a „d” táblázat alatti input mezők hibáit. Ezen kívül 
pirossal keretezi a hibás, zölddel a helyesen kitöltött mezőket. 
 checkP() 
A checkD() függvényhez hasonlóan ellenőrzi a „P” táblázat kitöltéseit. Szintén 
keretez pirossal vagy zölddel. 
 checkRow() 





48. ábra A FloydWarshallCP osztály 
Ez az osztály felel a Floyd-Warshall algoritmus szemléltetéséért. Az ehhez 
szükséges adattagokat fogja össze, melyek működését az alábbiakban részletezem. Az 
algoritmussal való kommunikációt itt is az ősosztály Graph adattagja teszi lehetővé. 
 k: int, i: int, j: int 
A Graph osztályban megvalósított Floyd-Warshall algoritmus csak egy lépést 
végez el. Azt a lépést, melyet a k-i-j hármassal definiálunk számára. Ezeknek az 
értékeknek a tárolására használjuk ezeket a változókat. 
 fw_labels: ArrayList<ArrayList<Label>> 
Az algoritmus szemléltetésére használt d mátrix címkéit tároljuk ebben a 
mátrixban. Ezt kell elérnünk akkor, mikor a számokat keretezzük be, vagy 
változtatjuk a felirat értékét. 
 fw_parents: ArrayList<ArrayList<Label>> 
A fw_labels mátrixhoz hasonló módon jelenítjük meg a P mátrix értékeit is. 
 fw_labels_input: ArrayList<ArrayList<TextField>> 
Ellenőrző módban tároljuk ebben az adatszerkezetben a d táblázathoz tartozó 
beviteli mezőket. Ezt érjük el és módosítjuk a tulajdonságát, mikor 




 fw_parents_input: ArrayList<ArrayList<TextField>> 
Használatának oka a fentebb leírt fw_labels_input mátrix esetén leírtakkal 
megegyezik. 
 labelK: Label 
Az algoritmus k értékének megjelenítésére szolgáló címke tárolására hozzuk létre. 
Értékét k változásakor frissítjük. 
 labelWarning: Label 
Ebben a mezőben jelezzük a felhasználó felé, hogy az algoritmus talált e javítást 
az aktuális lépésben. 
 create() 
Felhelyezi a képernyőre a Floyd-Warshall algoritmus futtatásához vagy 
ellenőrzéséhez szükséges gombokat. Létrehozza a táblázatokhoz szükséges Pane 
felületet is. 
 floydWarshallNextStep(int i, int j, int k) 
Ez a függvény felelős az algoritmus léptetéséért. Paraméterként kapja azokat az i, 
j, k értékeket, melyek meghatározzák, hogy hol tart az algoritmus. A korábbiakkal 
ellentétben ez a függvény a táblázaton mutat be főképp, a gráfon nem változtat a 
megjelenítésben. Lépésről-lépésre bekeretezi a táblázat vizsgált elemeit, és 
felirattal jelez, ha az algoritmus valahol javít. 
 floydWarshallNextStepLearning() 
Ezen algoritmus esetében az oktató és az ellenőrző mód jelentősen eltér 
egymástól, így külön függvényt kapott a két mód. Ellenőrző módban csak a k 
értéket léptetjük, mivel egyszerre ellenőrzi a program egy teljes k ciklus 
eredményeit. 
 setFwLabels() 
A „d” és „P” táblázat mezőinek a felírásáért felelős függvény. 
3.3.3.7. Dialog.java 
 
49. ábra A Dialog osztály 
44 
 
A Dialog osztályban megvalósított függvények arra szolgálnak, hogy a 
felhasználóval információt közöljenek, vagy kérjenek be tőle. Ehhez statikus 
metódusokat hozzunk létre, melyeket elérünk az osztály példányosítása nélkül. 
 showError(String errorMsg) 
Azokban az esetekben, amikor a felhasználó nem megfelelően használja a 
programot, ezt a függvényt alkalmazva lehetőség van hibaüzenet közlésére. Ehhez 
paraméterként meg kell adnunk a közleményt. 
 getInputNumber(String msg1, String msg2) 
Az alkalmazás több pontján is előfordul, hogy a program használójától 
információra van szükségünk, melyet egy felugró ablak formájában kérhetünk el 
tőle. Ezekben a helyzetekben használandó ez a függvény. Felhasználási esettől 
függően paraméterezhetjük különböző üzenetekkel. Fontos, hogy számok 
bekérdezésére alkalmas. 
 getInputString(String msg1, String msg2) 
A számok bekérdezésére használatos függvényhez hasonlóan, szöveges 
formátumú információk megszerzésére alkalmas függvény. Gráf mentése esetén 
használjuk például a gráf nevének megadására. 
3.3.4. Az algoritmusok működéséért felelős osztályok 
A programban megalkotott algoritmusok a Graph.java osztályban valósulnak meg, 






50. ábra A Graph osztály 
Ebben az osztályban valósul meg a gráfok ábrázolása, illetve az algoritmusok 
logikája. Összefogja azokat a metódusokat, melyek a gráfszerkesztéshez, mentéshez, 
betöltéshez, lejátszások indításához szükséges. Publikus metódusok révén teszi 
elérhetővé ezeket az információkat a megjelenítő réteg számára. A működés részletei 
megtalálhatóak az adattagok leírásaiban. 
 id: String 
A gráf azonosítójának tárolására alkalmas. 
 nodes: ArrayList<Node> 
A gráfhoz tartozó csúcsok tárolására alkalmas adatszerkezet. 
 edges: ArrayList<Edge> 
Az élek tárolására létrehozott adattag. 
 directed: boolean 
A gráf típusát jelöli. A program továbbfejleszthető úgy, hogy irányítatlan 




 fw_mx: ArrayList<ArrayList<Integer>> 
A Floyd-Warshall algoritmus esetén a mátrix adatainak tárolására szolgál. 
 fw_parents: ArrayList<ArrayList<Integer>> 
 A Floyd-Warshall algoritmus lejátszásakor használjuk a szülő csúcsok tárolására. 
 addNode() 
A gráf csúcsaihoz ad hozzá egy új csúcsot, melyet paraméterben kap meg. 
 addEdge() 
A paraméterben kapott élt hozzáadja a gráfhoz. 
 deleteNode() 
Törli a paraméterként kapott csúcsot. Figyel arra is, hogy ha vannak a csúcshoz 
tartozó élek, akkor azokat is törli. 
 deleteEdge() 
Törli a gráf élei közül a paraméterként kapott élt. 
 renameNodes() 
Csúcsok törlése esetén van szükség erre a függvényre. Hogy a számok 
folytonossága megmaradjon, ezzel a függvénnyel újra el lehet nevezni a csúcsokat 
lehelyezési sorrendben. 
 edgeExists() 
Élek létrehozása és törlése esetén alkalmazandó függvény. Megvizsgálja, hogy a 
választott két csúcs között létezik-e él. Él létrehozásakor figyel, hogy ha már van, 
akkor arról figyelmeztetni kell. Törléskor csak akkor töröl, ha ott van él. 
 save() 
A gráf elemeit és tulajdonságait olyan formátumra alakítja, hogy azt utána a 
mentést végző osztály könnyedén el tudja menteni. A paramétereket egy hosszú 
string változóba konvertálja. 
 load() 
A paraméterként kapott, fájlból beolvasott hosszú stringet dolgozza fel. Az input 
alapján létrehozza a gráfot, annak csúcsaival és éleivel, élsúlyaival együtt. 
 numOfSelectedNodes() 
Megszámolja a Canvas felületen kijelölt csúcsokat. Erre akkor van szükség, mikor 
az éltörlés vagy új él funkciót használva a programnak el kell döntenie, hogy az 
adott kattintásnál már létre kell-e hozni új élt, vagy kell e már törölnie, vagy csak 




A Canvas felületen való ábrázoláshoz az élek és a csúcsok külön-külön listán 
vannak ábrázolva. Az ábrázolás esetében ez optimális, azonban az 
algoritmusokhoz szükségünk van arra, hogy könnyedén lekérdezzük egy adott 
csúcs szomszédjait. Mielőtt futtatnánk egy eljárást, ezt a függvényt lefuttatva be 
tudjuk állítani a csúcsoknak a szomszédjait az élek alapján, így az 
algoritmusokban már a kedvezőbb ábrázolást használhatjuk. 
 resetDijkstra() 
Alaphelyzetbe állítja a Dijkstra algoritmushoz szükséges adatokat. 
 dijkstra() 
A Dijkstra algoritmust teljes egészében lejátszó metódus. A végeredmény 
ellenőrzéséhez használhatjuk, anélkül, hogy végig kellene lépkedni a lépéseken. 
Fejlesztőként, tesztelésre alkalmazható. 
 dijkstraStep() 
Az alkalmazásban használt algoritmus, ezt hajtjuk végre minden lépésben. A gráf 
állapotától függően működik, felismeri, ha inicializálnia kell, ha közbenső, vagy 
utolsó lépés következik. Színezi a csúcsokat, így a megjelenítőnek ezzel nem kell 
foglalkoznia. 
 resetBellmanFord() 
Alaphelyzetbe állítja a Bellman-Ford algoritmushoz szükséges adatokat. 
 bellmanFord() 
A Bellman-Ford algoritmust teljes egészében lejátszó függvény. Fejlesztőként 
használhatjuk a lépésenkénti mód végeredményeként kapott értékek 
helyességének ellenőrzésére. 
 bellmanFordNextStep() 
Az alkalmazásban használt függvény, mely lehetővé teszi a lépésenkénti 
lejátszást. Egy input sor alapján működik, és visszaadja az új sor állapotát, 
valamint változtatja a gráf állapotát. Színez is, aminek a megjelenítéséhez már 
csak frissíteni kell a Canvas felületet. 
 floydWarshallInit() 
A Floyd-Warshall algoritmushoz szükséges adatokat állítja alapértelmezett 





A Floyd-Warshall algoritmus egyetlen lépését végzi. Adott i, j, k értékek alapján 
vizsgálja a mátrix értékeit, és frissít, ha kell. Jelzi, ha javítást talál. 
3.3.4.2. Node.java 
 
51. ábra A Node osztály 
Itt valósítjuk meg a gráf csúcsainak ábrázolását. Ezt az osztályt használjuk a Graph 
osztályban a csúcsok tárolására. Tartalmazza az ábrázoláshoz és az algoritmizáláshoz 
szükséges adatokat is. 
 number: int 
A csúcs száma, mint gráfon belüli azonosító. 
 x: int, y: int 
Ezekben a változókban tároljuk a csúcs helyzetét a Canvas felületen. 
 color: Color 
A csúcs aktuális színét tároljuk itt. A megjelenítő ez alapján tudja a megfelelő 
színnel megjeleníteni a felületen a csúcsot, valamint logikai szempontból is 
szükségünk lehet rá a Dijkstra algoritmusban. 
 prevColor: Color 
A színezés előtti szín tárolására alkalmas adattag. Szükséges lehet, ha a 
későbbiekben a gráf alapszínét megváltoztatnánk. 
 selected: boolean 
Értéke igaz, ha a csúcs ki van választva. 
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 d: int, p: int 
A Dijkstra és a Bellman-Ford algoritmusok esetén használjuk ezeket az adatokat. 
A csúcshoz tartozó d és P értékek tárolására alkalmas. 
 colored: boolean 
Itt tároljuk, hogy a csúcs színezve lett e valamelyik algoritmus futtatása közben. 
 adj: ArrayList<Node> 
A csúcs szomszédjainak tárolására alkalmas lista. Ezt az algoritmusok 
lejátszásakor használjuk, megjelenítéskor kedvezőbb az éllistás ábárzolás. 
 addAdj(Node node) 
A csúcshoz adhatunk hozzá egy szomszédot, melyet paraméterként kap meg a 
függvény, és hozzáfűzi a csúcs szomszédjainak listájához.  
 isTheSame(Node node) 
A paraméterként kapott csúcsról leellenőrzi, hogy önmagával megegyezik e. Ezt 
a koordinátái alapján teszi. 
 paint(Color color) 
A paraméterként kapott színűre színezi a csúcsot. 
 convertToSave() 
A csúcs tulajdonságait egy string-be fűzi, amit így a mentéssel foglalkozó osztály 
már könnyedén el tud menteni. 
 select() 
A csúcs kiválasztása esetén állítja az állapotát kiválasztottra, illetve változtatja a 





52. ábra Az Edge osztály 
A gráfok fontos egységei a csúcsokon kívül az élek. Ezeket ábrázoljuk ebben az 
osztályban. A csúcsokhoz hasonlóan, ezt is a Graph osztályban használjuk, mégpedig egy 
listát hozunk létre Edge típusú objektumokból. A részletes működése az adattagok 
leírásából derül ki. 
 from: Node 
Az irányított él kezdőcsúcsa. 
 to: Node 
Az irányított él cél csúcsa. 
 focus: Point 
Az a pont, melyet az él görbítésére és az élsúly feliratának pozicionálására 
használunk. 
 curved: boolean 
Itt tároljuk, hogy az él már görbítve van e. 
 weight: int 
Az él súlyának tárolására használt adattag. Ezt jelenítjük meg gráfok 
kirajzolásakor, és ezt olvassák az algoritmusok is a d értékek megállapításához. 
 directed: boolean 
Irányított él esetén igaz értéket tárol, ellenkező esetben hamisat. 
 color: Color 






A paraméterként kapott élről megmondja, hogy az párhuzamos e ő vele. Fontos 
ez, amikor az egyeneseket görbévé kell alakítani, vagy vissza. 
 curve() 
Az él fókuszpontját állítja be, ha párhuzamosság esetén görbíteni kell az élt. Ehhez 
koordinátageometriai műveleteket kell végrehajtania. 
 paint(Color color) 
A paraméterként kapott színnel színezi az élt. Az algoritmusok bemutatásakor ez 
sokat segít a lépések megértésében. 
 convertToSave() 
Az él tulajdonságait egy string-be fűzi, így azt az ezzel foglalkozó függvény már 
könnyedén el tudja menteni. 
3.3.4.4. Point.java 
 
53. ábra A Point osztály 
Erre az osztályra a fókuszpont, illetve a csúcspontok helyzeteinek reprezentálása 
céljából van szükség. 
 x: int 
A pont y koordinátája. 
 y: int 
A pont y koordinátája. 
3.3.5. A mentésért és betöltésért felelős osztály: FileHandler.java 
 
54. ábra A FileHandler osztály 
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A FileHandler osztályban megvalósított statikus metódusok adnak lehetőséget arra, 
hogy a programban fájlműveleteket végezzünk. Erre mentéskor, betöltéskor és a gráfok 
listájának mutatásakor van szükségünk. 
 save(Graph graph, String filename) 
A fájlkezelés műveleteit végzi el. A paraméterként kapott gráf és fájlnév alapján 
elmenti a gráfot. Ezt úgy teszi, hogy a paraméterként kapott gráfnak, annak 
metódusai segítségével a gráf elemeinek felépítését számsorozattá konvertálja. 
Létrehoz egy új fájlt a paraméterként kapott fájlnévvel, és ezt megnyitja, majd 
beleírja a gráfot ábrázoló számsorozatot. A fájl tartalma a következő lesz: 
 Első sorban szerepel a gráf azonosítója. 
 Ezt követi egy „0” vagy „1” karakter, mely azt jelöli, hogy irányított, vagy 
irányítatlan a gráf. 
 Ezután következik a csúcsok száma, majd az élek száma. 
 Ezt követik a csúcsok tárolására szolgáló számhármasok: „sorszám, x-
koordináta, y-koordináta” 
 Ezután jönnek sorban az élek. Minden élről 4 adatot tárolunk: kezdő csúcs 
sorszáma, cél csúcs sorszáma, élsúly, valamint szintén egy „0” vagy „1” 
karakter, mely azt jelöli, irányított e az él. 
 load(Graph graph, String filename) 
Szintén a paraméterként kapott fájlnév alapján, betölti a gráfba a szükséges 
adatokat, hogy ezután futtathassuk az algoritmusokat. Ehhez a korábban mentett 
fájlt nyitja meg, és abból a sorokat olvasva, felveszi a paraméterként kapott gráfba 
a csúcsokat és éleket, és beállítja, hogy irányított legyen a gráf. 
 getLoadableFiles() 





A tesztelés célja az alapvető funkciók és a hibaellenőrzés működésének vizsgálata. 
A fejlesztés során folyamatosan szem előtt kellett tartani, hogy a program a felhasználó 
által megadott bármilyen adat esetén kiszámíthatóan működjön. Különös hangsúlyt 
kellett fektetni a beviteli mezők kitöltésének ellenőrzésére, melynek működését később 
néhány konkrét teszteset bemutatásával is szemléltetem. A főképernyő fejlesztésekor arra 
kellett odafigyelni, hogy a gombok feliratainak megfelelő funkció képernyőjére 
navigáljon a program, mely minden esetben helyesen is működik. A továbbiakban vegyük 
sorra az egyes funkciók képernyőit. 
3.4.1. Gráfszerkesztés tesztelése 
Ezen a képernyőn található a legtöbb vezérlő gomb. A bal oldali gráfszerkesztést 
lehetővé tevő gombok tesztelésénél figyelni kell, hogy az éppen kiválasztott funkciónak 
megfelelő működést tapasztaljuk e a felületen. 
Új csúcs létrehozása esetén a csúcs csak a rajzoló felületen jöhet létre, így csak úgy 
hozhatunk létre csúcsot, ha a Canvas területre kattintunk. Csúcs törlése esetén szintén 
csak a Canvas felületre kattintva következhet be törlés esemény. Ekkor a csúcsnak és a 
hozzá tartozó éleknek is el kell tűnniük a felületről, és a számozásnak javulnia kell, hogy 
az folyamatos maradjon. 
Él létrehozás esetén arra kellett a program fejlesztésekor figyelni, hogy a kijelölés 
esemény csak akkor történjen meg, ha a Canvas felületen lévő létező csúcsra kattintunk. 
Két csúcs kijelölése esetén az elsőből a másodikba irányuló élnek kell létrejönnie, miután 
a felugró ablakban megadjuk az élsúlyt. Ezt hibásan megadva az él nem jöhet létre. Ha 
az adott irányban a csúcsok között már van él, erről figyelmeztetésnek kell megjelennie, 
és nem jöhet létre új él. Jöhet létre azonban párhuzamos él akkor, ha azok ellenkező 
irányúak. Ez esetben az ábrázolás során a két élnek görbítettnek kell lennie. Él törlésekor 
a kiválasztó folyamat a létrehozásnál alkalmazott technikára hasonlít. Különös figyelmet 
arra az esetre kell fordítani, mikor párhuzamos élek esetén töröljük az egyiket. Ekkor a 
megfelelő irányút kell törölnünk, és a fennmaradó másikat - mivel már nem párhuzamos 
másik éllel - egyenesíteni kell. 
A továbbiakban nézzünk meg néhány konkrét tesztesetet. 
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1. teszteset: Új él létrehozása esetén nem szám érték megadása élsúlyként 
 
55. ábra Helytelen élsúly megadása 
Helytelen input megadása esetén ezt a képernyőt kapjuk, működik a hibakezelés. 
2. teszteset: Meglévő él helyére új élt akarunk felvenni 
 
56. ábra Már létező él helyére új él felvétele 
Hibaüzenetet kapunk, tehát az ellenőrzés működik. 
3. teszteset: Párhuzamos él felhelyezése 
 
57. ábra Párhuzamos élek megjelenítése 
A funkcionalitásnak megfelelően az élek görbülnek. 
4. teszteset: Párhuzamos él törlése 
 
58. ábra Párhuzamos él törlése utáni állapot 
A korábban görbe él egyenes lesz párhuzamos társa törlése után. 
55 
 
3.4.2. Dijkstra algoritmus tesztelése 
Ennek az algoritmusnak a tesztelésekor az algoritmus indításának feltételeit kell 
elsőként ellenőrizni. Gráf kiválasztása és betöltése előtt nem indíthatunk algoritmust. 
Erről hibaüzenetet is kell kapnunk. A Dijkstra algoritmus sajátossága, hogy negatív élt 
tartalmazó gráf esetén nem működhet az algoritmus. Ha ilyen gráfot próbálunk betölteni, 
az megjelenik, azonban figyelmeztetést kapunk, hogy nem végezhetünk rajta algoritmust. 
Ha mégis megpróbáljunk elindítani, hibaüzenetet kell, hogy kapjunk. 
Sikeres betöltés és indítás után az algoritmust oktató módban végig kell léptetni. 
Működnie kell szélsőséges esetekben, azaz 1-től 12 csúcsú gráfok esetén is. Az első lépés 
indításakor meg kell adnunk egy kezdőcsúcsot. Itt rossz értéket megadva hibaüzenetet 
kell kapnunk. Helyes érték esetén az algoritmust végig léptetve, az utolsó lépés után el 
kell tűnnie a „Következő lépés” gombnak, és meg kell jelennie a végeredménynek a gráf 
ábrázolásában és a táblázat utolsó sorában is. 
Futás közben ellenőrizni kell, hogy mindig a megfelelő csúcsot választja-e a 
program a még nem kész csúcsok közül, a választott csúcs megfelelően jelenik-e meg a 
táblázatokban. Ellenőrizni kell, hogy a gráf éleinek színezése a tervezett módon 
működik-e. 
Ellenőrző módban figyelnünk kell, hogy helytelen értékek megadása esetén ne 
lépjen tovább az algoritmus, valamint megfelelően keretezze pirossal és zölddel a 
megadott értékeket. Helyes értékek esetén léphet tovább a program, és csak ekkor 
kerülhetnek be az értékek a táblázatba. Az algoritmus végére érve itt is az oktató módú 
változat utolsó lépése utáni események következzenek be. 
Nézzünk meg néhány konkrét tesztesetet a Dijkstra algoritmus esetében is. 
5. teszteset: Algoritmus indítása betöltés előtt 
 
59. ábra Hibaüzenet gráf nélkül indított algoritmus esetén 
A fenti hibaüzenetet kapjuk, tehát működik az ellenőrzés 
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6. teszteset: Nem megfelelő kezdőcsúcs megadása. 
 
60. ábra Hibaüzenet helytelen kezdőcsúcs megadása esetén 
A fenti hibaüzenetet kapjuk, nem kezdődik el az algoritmus. 
7. teszteset: Utolsó lépés esete. 
 
61. ábra Dijkstra algoritmus utolsó lépése 
A táblázat alá bekerül a záró sor, és nem tudunk tovább gombra kattintani. 
8. teszteset: Ellenőrző módban helytelen input megadása: 
 
62. ábra Helytelen input jelölése 
 
63. ábra Helyes input jelölése 




9. Csak egy csúccsal rendelkező gráf esetén az algoritmus futtatása. 
 
64. ábra Algoritmus indítása egy csúcsú gráfon 
Az program így is megfelelően működik. 
10. Legnagyobb, 12 csúcsú gráf esetén az algoritmus futtatása. 
 
65. ábra Algoritmus indítása 12 csúcsú gráfon 
Ebben az esetben is minden érték megfelelően jelenik meg a felületen. 
3.4.3. Bellman-Ford algoritmus tesztelése 
A Bellman-Ford algoritmust bemutató képernyő működésének tesztelésekor a 
betöltéssel kapcsolatosan előforduló hibalehetőségeken felül figyelnünk kell arra, hogy 
nem indíthatunk olyan gráfon algoritmust, mely tartalmaz negatív összköltségű kört. 
Ilyen esetben ezt hibaüzenetben kell közölnie a programnak, és algoritmus indításakor 
közölnie kell, hogy töltsünk be egy megfelelő gráfot. 
Sikeres algoritmusindítás esetén első lépésben adjunk meg egy megfelelő 
kezdőcsúcsot. Nem létező csúcs megadásakor a Dijkstra algoritmushoz hasonlóan nem 
indul el a lejátszás és figyelmeztetnie kell a programnak a rossz kezdőcsúcs megadásáról. 
Helyesen megadva az inicializáló lépésnek kell következnie, majd végig kell tudnunk 
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játszani az algoritmust. Utolsó lépés után a léptető gombnak el kell tűnnie, és az 
eredményeknek meg kell jelenniük a gráfon és a táblázatokban. 
Az algoritmusnak ebben az esetben is működnie kell 11-től 12 csúcsú gráfok esetén 
is. Sok lépés esetén előfordulhat a táblázatokban annyi sor, hogy az a képernyőre nem 
férne ki. Ebben az esetben görgetni kell tudni a táblázatokat. Ehhez mindenképp 
teszteljük az algoritmust egy 12 csúcsú gráffal. 
Futás közben ellenőriznünk kell, hogy a program a sor alapján a megfelelő csúcsot 
választja-e. Vizsgálni kell a választott csúcs alapján történő d és P táblázatok 
számolásának helyességét, valamint a gráf éleinek színezését. 
Ellenőrző módban a korábbiakon kívül az input mezők kitöltését tesztelhetjük. Itt a 
megfelelő működés az, ha a helyes mezőket zölddel, a hibásokat pirossal keretezi a 
program. Figyelni kell a sor kitöltését is. A program csak helyesen kitöltött input mezők 
esetén engedhet tovább a következő lépésre. Nézzünk meg néhány konkrét tesztesetet. 
11. teszteset: Algoritmus indítása gráf betöltése előtt. 
Ebben az esetben a program a Dijkstra algoritmushoz hasonlóan egy ablakot dob 
fel a gráf hiányára utaló hibaüzenettel. 
 
66. ábra Gráf nélkül indított algoritmus esetén megjelenő üzenet 
12. teszteset: Kezdőcsúcs megadásánál nem létező csúcs megadása. 
Szintén a Dijkstra algoritmusánál tapasztaltak történnek: Hibaüzenetet kapunk, és 
az algoritmus inicializálása nem történik meg. 
 
67. ábra HIbás kezdőcsúcs megadása esetén felugró ablak 
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13. teszteset: 12 csúcsú gráf betöltése és az algoritmus futtatása. 
 
68. ábra A képernyő mozgatását lehetővé tevő csúszkák megjelenése 
Megjelennek a képernyőrész mozgatását lehetővé tevő görgető mezők. 
14. teszteset: Csak egy csúccsal rendelkező gráf esetén az algoritmus futtatása: 
 
69. ábra Bellman_Ford algoritmus indítása egy csúcsú gráf esetén 
15. teszteset: Utolsó lépés esete: 
 
70. ábra Bellman-Ford algoritmus utolsó lépése 




16. teszteset: Hibás és helyes input mezők megadása. 
 
71. ábra Hibás input és sor 
 
72. ábra Helyes input és sor 
Látható, hogy a helyesen kitöltött mezőket zölddel, a rosszul kitöltött mezőket 
pirossal jelöli. Ha megadjuk a piros mezőkbe a helyes értékeket, azok zöldre 
változnak, és az algoritmus halad tovább. 
3.4.4. Floyd-Warshall algoritmus tesztelése 
A Floyd-Warshall algoritmus felülete kissé eltér a Dijkstra és a Bellman-Ford 
algoritmusok képernyőitől, így tesztelésük is jobban eltér. Az indításkor csak arra kell 
figyelnünk, hogy legyen betöltve gráf, ellenkező esetben nem indulhat a lejátszás. Ha van 
betöltve gráf, indulhat az algoritmus. Itt nem kell kezdőcsúcsot megadni. Indításkor 
megjelennek a gráfot leíró mátrixok, és felkerül a léptető gomb is. Erre kattintva halad az 
algoritmus sorról sorra. A képernyőn meg kell jelennie az aktuális k értéknek. A d 
mátrixban jelölve kell lennie az aktuálisan vizsgált értékeknek, valamint ha javítást talála, 
azt meg kell jelenítenie a k értéket jelölő címke mellett. Az algoritmus végén a léptető 
gombnak el kell tűnnie, és a végeredmény d mátrixnak zöldre kell változnia. 
Futás közben ellenőriznünk kell a d és P mátrixok változásait. Figyelni kell, hogy a 
kijelölt elemek alapján az algoritmus felismeri-e a módosítás szükségességét, és azt 
megfelelően számolja-e ki, és jeleníti meg a táblázatokban. 
Ellenőrző módban egy lépés egy teljes k lépést jelent. A teljes táblázatot kell 
helyesen kitölteni, csak ebben az esetben engedhet tovább az algoritmus. A helytelenül 
kitöltött mezőket itt is piros keret kell, hogy jelezze, a helyeseket zöld. A továbbiakban 




17. teszteset: Algoritmus indítása gráf betöltése előtt. 
A korábbiakhoz hasonlóan értesít a program arról, hogy nincs gráf betöltve. 
 
73. ábra Gráf betöltése nélkül indított algoritmus 
18. teszteset: Algoritmus vége. 
Algoritmus végén nincs lehetőség az algoritmust tovább léptetni, így ebből nem 
keletkezhet hiba, és a 74. ábrán látható képernyővel találkozunk: 
 
74. ábra Floyd-Warshall 
végeredmény 
A tovább léptető gomb eltűnik, és a végeredményt 
jelezve a „d” táblázat elemei zöldek lesznek. 
19. teszteset: Hibás input mező megadása. 
 
75. ábra Floyd-Warshall algoritmus input mezőinek helyes és helytelen kitöltése 
A hibás input mezőket piros kerettel jelzi a program. 
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20. teszteset: Helyes input mezők megadása. 
 
76. ábra Floyd-Warshall algoritmus sikeres lépése ellenőrző módban 
Helyes input mezők megadása esetén az értékek bekerülnek a felső táblázatokba, 
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