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En	 los	 últimos	 años,	 se	 han	 desarrollado	 plataformas	 tecnológicas	open	 source	 como	Arduino	 o	









cálculo	 como	 Excel	 o	 Matlab.	 Se	 han	 utilizado	 sensores	 de	 fuerza	 resistivos,	 como	 el	 FSR	 402	 de	
interlink	o	el	A201	de	Tekscan	y	sensores	de	presión	de	aire	digitales.	
 





In	 recent	 years,	 open	 source	 technology	 platforms	 such	 as	 Arduino	 or	 Raspberry	 pi	 have	 been	
developed,	which	allow	users	to	solve	problems	of	all	kinds.	These	platforms	have	proven	their	power	
in	teaching	and	research	environments.	
In	 this	 work,	 three	 prototypes	 based	 on	 Atmel's	 Atmega	 328P	microcontroller	 (μC)	 have	 been	
developed,	integrated	in	Arduino	cards,	whose	purpose	is	to	facilitate	the	accomplishment	of	a	medical	
study,	 on	 the	 suitability	 of	 using	 a	 new	 tourniquet	 system	 Non-pneumatic	 HemaClear,	 in	 surgeries	
with	ischemia.	In	particular,	the	devices	developed	are	to	measure	the	pressure	exerted	by	HemaClear	
on	the	limbs,	since	it	lacks	pressure	control	mechanisms.	











En	 els	 últims	 anys,	 s'han	 desenvolupat	 plataformes	 tecnològiques	 de	 codi	 obert	 com	
Arduino	o	Raspberry	pi,	que	permeten	als	usuaris	resoldre	problemes	de	tota	mena.	Aquestes	
plataformes	han	demostrat	la	seva	potència	en	entorns	docents	i	de	recerca.	
En	 aquest	 treball	 s'han	 desenvolupat	 tres	 prototips	 basats	 en	 el	microcontrolador	 (μC)	
Atmega	328P	d'Atmel,	integrats	en	targetes	d'Arduino,	el	fi	és	el	de	facilitar	la	realització	d'un	
estudi	 mèdic,	 sobre	 la	 idoneïtat	 d'utilització	 d'un	 nou	 sistema	 de	 torniquet	 no-pneumàtic	
HemaClear,	 en	 cirurgies	 amb	 isquèmia.	 En	 concret,	 els	 dispositius	 desenvolupats	 són	 per	
mesurar	la	pressió	que	exerceix	el	HemaClear	sobre	els	membres,	ja	que	no	té	mecanismes	de	
control	de	pressió.	






































































































































HemaClear®,	 que	 actúa	 también	 de	 torniquete,	 utilizado	 en	 operaciones	 de	
traumatología	para	lograr	operar	sin	sangre.	
	
El	 dispositivo	 se	 utilizará	 para	 realizar	 un	 estudio	 observacional	 de	 la	
idoneidad	 del	 funcionamiento	 de	 dicho	 sistema	 en	 términos	 de	 presión,	
comparado	con	la	información	facilitada	por	el	fabricante,	devolverá	la	lectura	en	






por	 el	 Dr.	 Frederich	 von	 Esmarch	 para	 bloquear	 la	 llegada	 de	 sangre	 al	 campo	
quirúrgico	 tras	 la	 exanguinación	 del	 miembro	 a	 operar,	 mediante	 una	 banda	
elástica.	
	
En	 la	 actualidad	 existen	 varios	 tipos	 de	 torniquete	 siendo	 el	 modelo	 más	
común,	 el	manguito	neumático	hinchable.	 Los	 torniquetes	neumáticos	 regulan	 la	
presión	 que	 ejercen	 en	 superficie	 mediante	 un	 sistema	 de	 medida	 analógico	 o	
digital	 integrado	 en	 el	 modelo	 comercial.	 Recientemente	 se	 ha	 introducido	 un	
modelo	 homologado	 de	 torniquete	 denominado	 HemaClear®	 (abreviando	 HC)	







varios	 casos	 de	 lesiones	 nerviosas	 (neuroapraxia)	 en	 las	 extremidades,	 tras	
operaciones	con	isquemia,	coincidiendo	con	la	utilización	de	la	media	compresiva.	
Una	 de	 las	 posibles	 causas	 es	 un	 exceso	 de	 presión,	 tanto	 en	 cantidad	 como	 en	
duración	temporal,	por	lo	que	se	propuso	realizar	un	estudio	midiendo	la	presión	








Dada	 la	 naturaleza	 del	 proyecto	 y	 el	 entorno	 donde	 debe	 desempeñar	 su	






El	 torniquete	 es	 un	 dispositivo	 utilizado	 para	 constreñir	 y	 comprimir	 el	
sistema	circulatorio,	tanto	arterial	como	venoso.	Se	utilizan	en	ámbito	quirúrgico	y	





Estos	 se	utilizan	para	 impedir	que	el	 flujo	de	 sangre	 llegue	a	un	miembro,	 al	




Consta	 de	 una	 bolas	 o	 vejiga,	 una	 funda	 contenedora	 de	 la	 misma,	 y	 una	





Consta	 de	 un	 toroide	 de	 gel	 o	 silicona	 al	 cual	 se	 le	 enrolla	 una	 media	
compresiva.	 Este	 dispositivo	 es	 de	 fácil	 colocación,	 permite	 reducir	 el	 tiempo	de	










Como	 su	 nombre	 indica,	 este	 tipo	 de	 torniquetes	 se	 utiliza	 en	 situaciones	
críticas	 en	 las	 que	 un	 individuo	 corre	 peligro	 de	 muerte,	 ocasionado	 por	 una	
sección	arterial,	herida	profunda	e	incluso	una	amputación	de	miembros.	El	uso	de	







La	 distribución	 de	 presiones	 que	 ejercen	 los	 torniquetes	 sobre	 el	 miembro,	







neumáticos	 de	 la	 marca	 HemaClear®,	 ya	 que	 no	 se	 sabe	 a	 ciencia	 cierta	 si	 la	
presión	 que	 ejercen	 sobre	 los	 miembros	 es	 excesiva,	 para	 la	 duración	 de	 las	




















unidades	 en	 el	 sistema	 internacional	 [! !! ].	 Otras	 unidades	 de	 presión	
representativas	 por	 su	 uso	 son:	 psi,	 atmosferas,	 bar,	 pascales,	 milímetro	 de	
mercurio,	etc.	En	este	caso	se	utilizará	el	[mmHg],	ya	que	es	la	magnitud	típica	de	
la	 presión	 arterial	 y	 la	 más	 extendida	 en	 medicina.	 Existen	 varias	 magnitudes	
















































(figura.6).	 La	 piezoresitividad,	 es	 una	 propiedad	 que	 poseen	 algunos	





















resistencia	 a	 la	 corriente	 cuando	 se	 le	 aplica	 una	 fuerza	 sobre	 el	 área	 activa.	 La	
resistencia	va	disminuyendo	conforme	se	aplica	más	presión.		
	
Estos	 sensores	 tienen	multitud	 de	 aplicaciones,	 entre	 ellas:	 se	 utilizan	 como	
sensores	 de	movimiento,	 que	detectan	 si	 un	 objeto	 cambia	 de	 posición;	 también	
actúan	como	sensores	de	fuerza	de	contacto	y	para	medir	la	masa	de	un	objeto.	En	







Este	 tipo	 de	 sensores	 es	 una	 opción	 muy	 atractiva	 para	 el	 desarrollo	 del	


















La	 implementación	 de	 este	 tipo	 de	 sensores	 es	 viable,	 ya	 que	 se	 dispone	 de	
transmisión	 de	 señal	 tanto	 analógicas,	 que	 necesita	 del	 diseño	 de	 una	 etapa	 de	

























STMicroelectronics	 es	 una	 empresa	 dedicada	 al	 diseño,	 fabricación	 y	
distribución	 de	 productos	 electrónicos	 y	 entornos	 de	 programación	 para	 los	






Aunque	 es	 una	 opción	 viable	 y	 muy	 asequible,	 la	 descartaremos	 debido	 al	








ya	 que	 Arduino	 dispone	 de:	 una	 gran	 comunidad	 de	 desarrolladores	 activos,	 el	
entorno	 de	 programación	 es	 libre,	 simple	 y	 multiplataforma;	 en	 cuanto	 al	
hardware,	las	placas	de	prototipado	son	baratas,	versátiles	y	reutilizables.	
	












paralela,	 esta	 consiste	 en	 la	 transmisión	 simultánea	 de	 varios	 bits	 mediante	
diferentes	 canales	 que	 posteriormente	 se	 sincronizan	 para	 que	 la	 información	
llegue	a	destino.	
	
Sin	 embargo,	 se	 dispone	 diferentes	 tipos	 de	 protocolos	 o	 estándares	 de	
comunicación	serie,	algunos	de	los	más	utilizados	en	la	industria	son	I2C	(siglas	de	
“Inter-Integrated	 Circuit”	 o	 también	 conocido	 como	 TWI	 siglas	 de	 Two	 Wires	














en	 el	 caso	 del	 Arduino	 es	 de	 7bits	 y	 suele	 expresarse	 en	 hexadecimal.	 Cada	
dispositivo	puede	ser	configurado	como	maestro	o	como	esclavo,	el	maestro	es	el	
que	comienza	la	transmisión	de	datos	y	genera	la	señal	de	reloj;	el	esclavo	espera	
las	 órdenes	 del	 maestro.	 Esta	 configuración	 puede	 cambiar	 a	 lo	 largo	 de	 la	

















alta	 velocidad	 que	 permite	 velocidades	 de	 transmisión	 de	 hasta	 3	 MB/s.	 Otra	
característica	 a	 tener	 en	 cuenta,	 es	 que	 la	 transmisión	 de	 datos	 es	 “half	dúplex”,	
esto	significa	que	el	flujo	de	datos	solo	se	puede	trasmitir	en	un	sentido	cada	vez,	
por	 lo	 que	 en	 el	 momento	 que	 uno	 de	 los	 dispositivos	 conectados	 comience	 a	






Al	 igual	 que	 el	 I2C,	 SPI	 es	 otro	 estándar	 de	 comunicaciones	 serie	 a	 poca	
distancia,	 que	 permite	 controlar	 otros	 dispositivos	 digitales	 sincronizados	
mediante	una	señal	de	reloj.	
	
El	 SPI	 requiere	 de	 cuatro	 líneas	 de	 transmisión	 de	 datos:	 “SCK”	 por	 donde	
envía	 el	 maestro	 la	 señal	 de	 reloj,	 para	 mantener	 sincronizados	 los	 diferentes	
elementos;	“SS”o	“CS”	este	es	la	línea	mediante	la	cual,	el	maestro	activa	el	esclavo	
concreto	 con	 el	 cual	 necesita	 comunicarse;	 “MOSI”	 es	 línea	 de	 comunicación	 del	
maestro	al	esclavo	y	“MISO”	es	 la	 línea	mediante	la	cual	el	esclavo	se	comunica	o	












Para	 facilitar	 el	 tratamiento	 de	 los	 datos	 obtenidos	 para	 la	 realización	 del	
estudio,	se	requiere	que	el	prototipo	sea	capaz	de	almacenar	los	resultados	de	las	
mediciones	 durante	 las	 intervenciones.	 Debido	 a	 que	 la	 memoria	 FLASH	 de	 la	
tarjeta	 Arduino	 NANO	 es	 muy	 limitada,	 se	 valora	 la	 posibilidad	 de	 añadir	 un	








comas	 .csv,	 que	 facilitará	 la	 exportación	 de	 datos	 al	 Excel	 para	 su	 posterior	
tratamiento.	Los	archivos	.csv	son	de	formato	abierto,	utilizados	para	representar	
tablas	donde	 las	columnas	se	separan	mediante	signos	de	puntuación	(“,”	o	“;”)	y	
las	 filas	por	 saltos	de	 línea.	Otra	alternativa	 sería	almacenarlos	en	un	archivo	de	
















OLED	 (siglas	 de	 Organic	 Light-Emmiting	 Diode	 )	 que	 reducen	 el	 consumo	 de	
energía	 y	 tamaño.	 	 De	 este	 tipo	 de	 pantalla	 se	 valoraron	 los	 OLED	 display	 de	










largo	 del	 trabajo,	 cada	 uno	 de	 ellos	 mejora	 en	 algún	 aspecto	 al	 anterior.	 Sin	
embargo,	son	todos	funcionales	y	se	han	utilizado	en	la	realización	del	estudio.	La	
diferencia	principal	de	 los	diferentes	dispositivos	desarrollados,	 reside	en	el	 tipo	
de	sensor	utilizado	con	su	consecuente	tratamiento	de	señal	característico.	
	
Para	 el	 desarrollo	 de	 los	 prototipos	 se	 han	 utilizado	 casi	 en	 su	 totalidad	
herramientas	 de	 software	 gratuitas	 a	 excepción	 del	 programa	 de	 CAD	 (siglas	 en	
inglés	 “computer-aided	 desing”,	 en	 castellano	 “diseño	 asistido	 por	 ordenador”)	
SolidWorks,	 que	 abaratan	 el	 coste	 de	 fabricación	 del	 prototipo.	 El	 diseño,	
fabricación	de	 la	PCB	 (siglas	de	 “placa	de	circuito	 impreso”)	y	 representación	de	
los	 esquemático	 normalizados,	 se	 ha	 utilizado	 el	 EasyEda.	 Esta	 herramienta	 es	
completamente	gratuita	y	online,	por	lo	que	solo	hace	falta	conexión	a	internet.	Por	
otra	parte,	se	ha	utilizado	Fritzing	para	que	los	diagramas	de	conexiones	resulten	
más	 visuales	 y	 fáciles	 de	 reproducir.	 Este	 entorno	 es	muy	utilizado	dentro	 de	 la	
comunidad	 “maker”,	 desarrolladores	 de	 Arduino,	 homólogos	 compatibles,	
Raspberry	 Pi,	 etc.	 Dado	 que	 dispone	 de	 multitud	 de	 librerías	 gráficas	 para	








uC	 de	 8	 bits,	 ATmega328p	 de	 Atmel,	 integrado	 en	 una	 tarjeta	 Arduino	 Nano.	 El	
sensor	 analógico	 utilizado	 es	 el	 modelo	 FSR-402	 de	 Interlik	 como	 el	 mostrado	
anteriormente	en	la	figura	9,	por	otro	lado,	cuenta	con	una	pantalla	LCD	de	16x2,	


























• Dispone	 de	 7	 pines	 analógicos	 asociados	 a	 un	 conversor	 analógico	 digital	 de	
10bits.	









referencia	 de	 tensión	 de	 la	 placa	 para	 obtener	 una	 resolución	 más	 adecuada	 al	












luego	 tiene	 un	 polímero	 adhesivo	 que	 hace	 de	 separador	 entre	 la	 primera	
membrana	 y	 la	 membrana	 conductora,	 es	 la	 que	 permite	 la	 conducción	 de	
corriente	cuando	se	aplica	presión.	Por	ultimo	tiene	una	membrana	protectora	que	
separa	 del	 exterior	 la	 parte	 activa	 del	 sensor.	 Al	 estar	 formado	 por	membranas,	
hace	 que	 el	 sensor	 sea	muy	 fino,	 esta	 característica	 es	 idónea	 para	 introducir	 el	







Para	 la	 obtención	 de	 la	 señal,	 el	 fabricante	 recomienda	 diferentes	 tipos	 de	
circuito	para	aplicaciones	determinadas	que	se	pueden	consultar	en	el	anexo	2.	En	
este	 caso,	 basta	 con	 poner	 una	 resistencia	 de	 4k7	 como	 divisor	 de	 tensión	
conectada	a	 tierra,	como	se	muestra	en	el	diagrama	del	esquema	de	 la	 figura	21.	
Además,	para	garantizar	que	la	señal	no	oscila	inadecuadamente,	se	ha	añadido	un	
regulador	de	tensión	de	alta	precisión	que,	además,	alimentará	el	pin	de	referencia	








1)	 Se	 obtiene	 la	 función	 de	 trasferencia	 que	
relaciona	la	tensión	de	entrada	y	la	tensión	de	















































Como	 base	 de	 medida,	 se	 ha	 construido	 un	 soporte	 que	 consta	 de	 una	







sensor,	 antes	de	 comenzar	 a	utilizarlo	 convine	 fatigar	 el	mismo,	 sometiéndolo	 al	




aliviará	 la	presión	del	 sensor,	 se	 conectará	el	polímetro	digital	 y	 se	 comenzará	a	








Como	 se	 puede	 observar,	 la	 relación	 de	 la	 resistencia	 frente	 a	 presión	 no	 es	
líneal.	 Sin	 embargo,	 la	 relación	 con	 respecto	 a	 la	 conductancia,	 sí	 lo	 es.	 La	
conductancia	 se	 define	 como	 la	 inversa	 de	 la	 resistencia	 eléctrica,	 y	 se	mide	 en	




Para	 obtener	 la	 relación	 teórica	 que	 existe	 entre	 la	 conductancia	 frente	 a	 la	
presión	hay	que	partir	de	la	función	de	transferencia	sin	desarrollar.	
	
















































Por	otra	parte,	para	 la	relación	de	presión	 frente	a	 la	 tensión	y	comprobar	 la	
relación	 que	 existe	 entre	 estos	 parámetros	 con	 el	 circuito	 terminado,	 se	 ha	
procedido	de	la	misma	forma,	se	han	realizado	varios	barridos	de	toma	de	medidas	















































del	 sensor	 aumenta.	 A	 partir	 de	 presiones	 superiores	 a	 200	mmHg,	 las	medidas	
difieren	mínimamente	con	la	estimación	teórica,	por	lo	que	podemos	concluir	que	
está	bien	diseñado.	Por	otra	parte,	es	necesario	calibrar	el	dispositivo	cada	vez	que	
vaya	 a	 ser	 usado	 para	 obtener	 una	 medida	 lo	 más	 precisa	 posible.	 Los	 datos	
obtenidos	para	la	gráfica	de	la	figura	26	se	pueden	observar	en	la	tabla	2.	
mmHg	 kΩ	 Ω	 S	 mS	 µS	
50	 19,20	 19200	 0,0001	 0,05	 52,08	
60	 14,30	 14300	 0,0001	 0,07	 69,93	
70	 11,60	 11600	 0,0001	 0,09	 86,21	
80	 9,45	 9450	 0,0001	 0,11	 105,82	
90	 7,99	 7990	 0,0001	 0,13	 125,16	
100	 6,90	 6900	 0,0001	 0,14	 144,93	
110	 5,86	 5860	 0,0002	 0,17	 170,65	
120	 5,20	 5200	 0,0002	 0,19	 192,31	
130	 4,73	 4725	 0,0002	 0,21	 211,64	
140	 4,29	 4290	 0,0002	 0,23	 233,10	
150	 4,08	 4075	 0,0002	 0,25	 245,40	
160	 3,73	 3730	 0,0003	 0,27	 268,10	
170	 3,44	 3440	 0,0003	 0,29	 290,70	
180	 3,23	 3230	 0,0003	 0,31	 309,60	
190	 3,07	 3070	 0,0003	 0,33	 325,73	
200	 2,86	 2855	 0,0004	 0,35	 350,26	
210	 2,76	 2760	 0,0004	 0,36	 362,32	
220	 2,62	 2620	 0,0004	 0,38	 381,68	
230	 2,52	 2515	 0,0004	 0,40	 397,61	
240	 2,38	 2380	 0,0004	 0,42	 420,17	
250	 2,28	 2275	 0,0004	 0,44	 439,56	
260	 2,19	 2185	 0,0005	 0,46	 457,67	
270	 2,09	 2090	 0,0005	 0,48	 478,47	
280	 2,03	 2030	 0,0005	 0,49	 492,61	
290	 1,95	 1950	 0,0005	 0,51	 512,82	
300	 1,85	 1846	 0,0005	 0,54	 541,71	
310	 1,78	 1777	 0,0006	 0,56	 562,75	
320	 1,72	 1724	 0,0006	 0,58	 580,05	
330	 1,64	 1640	 0,0006	 0,61	 609,76	
340	 1,59	 1588	 0,0006	 0,63	 629,72	
350	 1,51	 1513	 0,0007	 0,66	 660,94	
360	 1,46	 1457	 0,0007	 0,69	 686,34	
370	 1,42	 1423	 0,0007	 0,70	 702,74	
380	 1,37	 1368	 0,0007	 0,73	 730,99	
390	 1,33	 1326	 0,0008	 0,75	 754,15	
400	 1,31	 1312	 0,0008	 0,76	 762,20	
410	 1,28	 1282	 0,0008	 0,78	 780,03	
420	 1,25	 1247	 0,0008	 0,80	 801,92	
430	 1,17	 1171	 0,0009	 0,85	 853,97	
440	 1,12	 1123	 0,0009	 0,89	 890,47	
450	 1,10	 1104	 0,0009	 0,91	 905,80	
460	 1,07	 1071	 0,0009	 0,93	 933,71	
470	 1,06	 1060	 0,0009	 0,94	 943,40	
480	 1,05	 1050	 0,0010	 0,95	 952,38	
490	 1,02	 1017	 0,0010	 0,98	 983,28	
500	 0,99	 993	 0,0010	 1,01	 1007,05	
510	 0,99	 985	 0,0010	 1,02	 1015,23	








espacio	 suficiente	 para	 poder	 visualizar	 la	 medida,	 además	 de	 la	 facilidad	 de	
control	mediante	el	software	de	Arduino,	como	se	ha	mencionado	anteriormente.	












Para	 el	 almacenamiento	 de	 los	 datos,	 se	 ha	 integrado	 un	 módulo	 SD	 que	
función	mediante	comunicación	serie	SPI.	Para	el	control	del	mismo	y	al	igual	que	
la	pantalla,	se	dispone	de	librerías	específicas	incluidas	en	el	software	de	Arduino,	




que	es	el	único	 formato	que	soporta	el	Arduino	para	escribir	y	 leer	 ficheros.	Los	
datos,	como	se	ha	mencionado	anteriormente	han	de	almacenarse	en	ficheros	CSV,	





En	primer	 lugar,	mostraremos	 las	conexiones	de	 los	diferentes	elementos	del	
circuito.	 Estas	 conexiones	 pueden	 observarse	 en	 la	 figura	 28,	 para	 la	
representación	se	ha	utilizado	el	programa	de	diseño	de	prototipado	libre,	con	el	


































se	ha	de	 incluir	 las	 librería	y	declarar	 las	variables	globales	que	se	van	a	utilizar	
para	 el	 programa,	 seguidamente	 está	 la	 función	 viod	 setup(),	 en	 esta	 sección,	 se	
incluyen	 todas	 las	 configuraciones	 de	 los	 periféricos	 y	 su	 inicialización.	 Es	
importante	saber	que	esta	parte	del	código	solo	se	ejecuta	una	vez	al	principio	y	no	
se	volverá	a	ejecutar	hasta	que	se	reinicie	la	tarjeta.	Por	último,	está	la	sección	de	




















Librería	 incluida	 en	 Arduino,	 que	 se	
utiliza	 para	 controlar	 dispositivos	 de	










Como	 se	 ha	 mencionado	
anteriormente	 en	 el	 escrito,	 esta	



















En	 primer	 lugar,	 encontramos	 la	 constante	 AD,	 esta	 se	 utiliza	 para	 ahorra	
tiempo	de	ejecución	al	programa.	Es	el	resultado	de	la	conversión	analógico-digital	























Por	 tanto,	 la	 constante	 AD,	 es	 el	 factor	 de	 conversión	 analógico-digital	
resultante	de	la	operación:	
	
!" = !""1− 2! =  
4.1
1023  ≈ 0.00400391	
	







































un	 programa	 principal	 que	 toma	 medidas	 y	 las	 muestra	 por	 pantalla	 cada	 100	














Esta	 función	 es	 tipo	 float,	
hay	que	pasarle	un	parámetro	
float,	 que	 al	 caso	 será	 la	
lectura	analógica.		
	
Las	 siguientes	 líneas	 de	
código	 se	 encargan	 de	
ejecutar	 la	 función	 de	
transferencia	 calculada	 en	 el	












calcula	 la	 resistencia	 del	 sensor	 para	 sacar	 la	 conductancia	 que	 se	 pasarán	 a	
















	 Esta	 función	 es	 tipo	 void	
ya	que	no	devuelve	ningún	valor,	
pero	 al	 igual	 que	 la	 función	









En	 le	 fichero	se	almacena	 los	
parámetros	 de	 lectura	 analógica,	
tensión	 de	 entrada,	 numero	 de	
tomas	hachas	y	la	presión.	
	
Por	 último,	 se	 cierra	 el	
fichero,	 se	 muestra	 por	 pantalla,	
en	concreto	en	la	esquina	inferior	
derecha	 el	 nuero	 de	 tomas	
almacenadas	 y	 se	 	 	 pone	 la	
variable	min	a	cero.	
	
Cabe	 destacas	 que	 la	 función	 SD.open(“	 ”,FILE_type),	 abre	 el	 fichero	 y	 si	 no	
existe	lo	crea,	en	caso	de	volver	a	ejecutar	el	programa	si	ya	existía	previamente	el	



































En	 primer	 lugar	 se	 llama	 a	 la	 función	 cli(),	 esta	 deshabilita	 todas	 la	
interrupciones	globales	para	que	no	interfieran	en	la	configuración	del	timer	 .	Las	
siguientes	 líneas	de	código	 limpian,	es	decir,	ponen	a	0	 los	 registros	TCCR1	para	
comenzar	la	configuración.	
	
Se	 pretende	 configura	 el	 timer	 a	 un	 segundo,	 por	 lo	 que	 se	 necesita	 de	 un	
preescalado	 ya	 que	 si	 no	 configuramos	 nada	 la	 frecuencia	 de	 contaje	 será	 la	 del	
propio	reloj	de	cuarzo	del	Arduino	16Mhz.	
	






!!"# = 2!" − 1 ×62,5!" ≅ 4,1!"	
	
Prescalar	 el	 timer	 alterando	 los	 bits	 CS10,	 CS12	 del	 registro	 TCCR1B	 para	
obtener	e	preescalado	de	1024.	
	





!!"# = 2!" − 1 ×64µ! ≅ 4,19!	
	
Dado	 que	 este	 tiempo	 de	 cuenta	 es	 excesivo,	 es	 necesario	 calcular	 un	 valor	
para	 que	 el	 timer	 deje	 de	 contar	 al	 segundo,	 en	 vez	 de	 a	 los	 4,19s.	 Ese	 es	 el	
parámetro	OCR1A	y	se	calcula:	
	
!"#$% !"! = !!"#"$!%! − 1 =  
1!







de	 interrupción,	 que	 en	 los	 µCs	 AVR	 se	 declara	 mediante	 la	 función	 ISR	
(_interrupt).	En	este	caso,	hay	que	habilitar	la	rutina	del	servicio	de	interrupciones	



































sensor	 analógico	 utilizado	 es	 el	 modelo	 A201	 de	 Tekscan	 como	 el	 mostrado	
anteriormente	 en	 la	 figura	 8,	 cuenta	 con	 una	 pantalla	 LCD	 de	 16x2,	 donde	 se	
muestra	 la	 medida	 en	 tiempo	 real,	 además	 de	 almacenar	 la	 medida	 en	 una	
memoria	SD	cada	dos	segundos.	la	alimentación	se	utiliza	el	mismo	banco	de	carga	





















El	 sensor	 A201	 de	 Tekscan,	 funciona	 básicamente	 como	 el	 sensor	 FSR402,	
altera	 su	 resistencia	 eléctrica	 al	 aplicar	presión	 sobre	 el	 área	 activa.	 El	 rango	de	








































En	 primer	 lugar,	 se	 precederá	 al	 cálculo	 de	 los	 diferentes	 elementos	 del	
circuito.	
	












!! = 12 ∗ !"#$	
	
Al	igualar	los	potenciales	en	ambas	patas		!! ≈ !! 		se	obtiene	la	función	de	
transferencia	:	
	
















El	 fabrícate	 recomienda	 que	 antes	 de	 comenzar	 con	 la	 calibración,	 se	 ha	 de	
preacondicionar	 el	 sensor,	 sometiéndolo	 al	 110%	 de	 la	 carga	 máxima	 que	 va	 a	
soportar.	 Para	 sacar	 su	 línea	 de	 tendencia	 para	 relacionar	 la	 magnitud	 física	 a	
medir,	en	este	caso	presión,	con	respecto	a	la	tensión	generada.	Es	necesario	sacar	
cinco	puntos	y	en	caso	de	que	utilizarse	el	circuito	recomendado	únicamente	tres.	
Por	 lo	 que	 se	 han	 obtenido	 los	 siguientes	 datos	 con	 su	 consiguiente	 grafica	 que	




Paso	 Descripción	 Presión	[mmHg]	 Repeticiones	 tiempo	[min]	 Medida	[V]	
1	 Precalentar	 580	 5	 30	seg	 sensor	1	
2	 Calibrado	
120	 1	 1	 3,30	
240	 1	 1	 3,35	
360	 1	 1	 3,39	
480	 1	 1	 3,42	
600	 1	 1	 3,44	
1	 Precalentar	 580	 5	 30	seg	 sensor	2	
2	 Calibrado	
120	 1	 1	 3,35	
240	 1	 1	 3,42	
360	 1	 1	 3,50	
480	 1	 1	 3,51	
600	 1	 1	 3,56	
1	 Precalentar	 580	 5	 30	seg	 sensor	3	
2	 Calibrado	
120	 1	 1	 3,28	
240	 1	 1	 3,30	
360	 1	 1	 3,32	
480	 1	 1	 3,37	
600	 1	 1	 3,39	
1	 Precalentar	 580	 5	 30	seg	 Sensor	4	
2	 Calibrado	
120	 1	 1	 3,29	
240	 1	 1	 3,31	
360	 1	 1	 3,33	
480	 1	 1	 3,34	






















































Dadas	 las	 características	 del	 sensor,	 la	 lectura	 analógica	 es	 susceptible	 de	
captar	ruido,	por	 lo	que	se	 le	ha	añadido	un	 filtro	software.	Este	 filtro	 toma	diez	

















































µC	 de	 8	 bits,	 ATmega328p	 de	 Atmel,	 integrado	 en	 una	 tarjeta	 Pro	 Trinket	 de	
Adafruit.	 Se	 ha	 utilizado	 el	 sensor	 de	 presión	 manométrica	 de	 aire	
ABPMANT100PG2A3	 de	 HoneyWell	 como	 el	 mostrado	 anteriormente	 en	 la	
figura10.	 La	 medida	 se	 muestra	 en	 una	 pantalla	 OLED	 de	 1,3”.	 En	 cuanto	 a	 la	
alimentación,	 se	 ha	 incorporado	 una	 batería	 LIPO	 de	 3,7V	 y	 capacidad	 de	
















La	 placa	 presenta	 similitudes	 con	 las	 utilizadas	 en	 los	 prototipos	 anteriores	 a	
excepción	de	que	 la	 tensión	de	 funcionamiento	 es	 de	3,3V	 ,	 hecho	que	 facilita	 la	
incorporación	de	una	batería	LIPO	al	circuito	sin	necesidad	de	añadir	un	módulo	
de	adaptación	de	potencia;	y	la	frecuencia	del	reloj	interno	es	12MHz.	Además	de	
proporcionar	 hasta	 150	 mA	 en	 las	 patillas	 de	 salida.	 En	 cuanto	 al	 patillaje	 se	
distribuye	como	se	puede	ver	en	la	figura42.	
	
Hay	 que	 tener	 en	 cuenta	 a	 la	 hora	 de	 programar	 la	 placa	 con	 la	 interfaz	 de	
Arduino,	que	la	placa	no	posee	auto-reset	por	lo	que	habrá	que	presionar	el	botón	
de	 reset	 cada	 vez	 que	 se	 quiera	 modificar	 el	 programa.	 Se	 podrá	 cargar	 un	
programa	nuevo	mientras	el	 led	rojo	de	 la	placa	este	parpadeado,	su	duración	es	
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Adafruit	 mide	 menos	 de	 una	 pulgada	 de	 diagonal,	 sin	 embargo,	 aunque	 se	 de	








Por	 otra	 parte,	 admite	 la	 comunicación	 I2C	 y	 el	 fabricante	 ha	 desarrollado	
librerías	 específicas	 para	 Arduino,	 lo	 que	 facilita	 aún	 más	 su	 control.	 Hay	 que	
destacar	que	la	pantalla	está	preparada	para	funcionar	a	3,3V	de	estado	alto,	pero	






Las	 baterías	 LIPO	 o	 de	 polímero	 de	 litio,	 son	 ligeras	 y	 albergan	 una	 gran	














En	 este	 caso	 se	 ha	 optado	 por	 un	 sensor	 de	 presión	 de	 aire	 modelo	















El	 sensor	 envía	 información	 en	 forma	 de	 14	 bits.	 El	 modelo	 no	 dispone	 de	
compensación	de	temperatura.	Por	ello,	hay	que	fijarse	en	el	primer	diagrama	de	la	
figura	45,	donde	se	puede	ver	que	el	primer	tramo	de	bits	se	corresponde	con	 la	
dirección	 del	 sensor,	 que	 solo	 se	 puede	 configurar	 como	 esclavo.	 Los	 16	 bits	
restantes	se	corresponden	con	el	valor	de	la	lectura.	
	
En	 el	Data	Byte	1,	 los	dos	primeros	bits	 se	 corresponden	 con	el	 estado	de	 la	































En	 el	 apartado	 de	 software	 desarrollado	 se	 muestra	 como	 realizar	 estas	
operaciones	 con	 µC.	 La	 gran	 ventaja	 de	 este	 tipo	 de	 sensores	 es	 que	 puedes	




















intención	 de	 incluirlo	 en	 el	 dispositivo	 completado.	 El	 diseño	 de	 la	 PCB	 se	 ha	


















La	 programación	 de	 este	 dispositivo	 es	 similar	 a	 las	 anteriores,	 la	 diferencia	



















• Stdint.h,	 es	 una	 librería	 estándar	 que	 amplia	 un	 tipo	 de	 variable	
especialmente	útiles	para	programar	µC,	ya	que	poseen	capacidad	limitada,	y	
muchas	veces	hay	que	hacer	 tratamiento	de	datos	bit	 a	bit.	En	este	 caso	se	
















En	 este	 apartado	 solo	 se	 explicará	 la	 función	 de	 obtención	 de	 medida	 del	
sensor	vía	 I2C,	ya	que	el	resto	de	 funciones	son	 iguales	a	 las	desarrolladas	en	 los	
otros	prototipos.	Puede	consultarse	el	código	completo	en	el	anexo	1.	
	
Como	 se	 ha	 mencionado	 anteriormente,	 el	 sensor	 manda	 la	 información	 en	












bits.	 La	 variable	 dataword,	 se	 utiliza	 para	 almacenar	 la	 palabra	 completa	 de	 la	





El	 proceso	de	obtención	de	 la	 información	 en	mmHg,,	 es	 bit	 a	 bit	 por	 lo	 que	





























byte	1	 y	 los	 8	 bits	 del	Data	Byte	2.	 Por	 ello	 hay	 que	 sacar	 y	 componer	 la	











0	 0	 0	 0	 0	 0	 0	 0	 0	 0	 0	 0	 0	 0	 0	 0	
	
Vector	data[]	
S1	 S2	 x	 x	 x	 x	 x	 x	 y	 y	 y	 y	 y	 y	 y	 y	
data[0]	 data[1]	
	
Dadas	 las	 variables	 con	 su	 espacio	 asignado	 procedemos	 a	 sacar	 los	
primeros	8	bits	de	dataword.	Para	ello	sacamos	toda	la	información	de	data[0]	
enmascarándolo	 con	 el	 parámetro	 0x3F	 (equivale	 a	 00111111	 en	 binario),	 la	












0	 0	 x	 x	 x	 x	 x	 x	 0	 0	 0	 0	 0	 0	 0	 0	
	





0	 0	 x	 x	 x	 x	 x	 x	 y	 y	 y	 y	 y	 y	 y	 y	
	










que	 también,	 se	 pueden	 utilizar	 en	 el	 ámbito	 técnico	 y	 científico.	 Poniendo	 a	
disposición	 del	 público	 general,	 unas	 herramientas	 asequibles	 que	 permitan	
desarrollas	funciones	específicas,	sin	la	necesidad	de	una	cuantiosa	financiación.	
	






en	 la	 carrera,	 en	 materias	 como	 la	 electrónica,	 instrumentación	 e	 informática	
industrial.	 Desarrollando	 programación	 de	 microcontroladores	 y	 adquiriendo	
conocimiento	 sobre	 protocolos	 o	 estándares	 de	 comunicación,	 cada	 vez	 más	
presentes	en	la	industria.		
	











Selick.	 Esta	 consiste	 en	 presionar	 con	 una	 fuerza	 no	 superior	 a	 4	 Newtons	 el	
cartílago	cricoides,	parte	externa	del	cuello,	con	el	fin	de	impedir	reflujo	gástrico	a	
los	 pulmones	 durante	 las	maniobras	 de	 intubación	 traquear.	 Únicamente	 habría	




El	 tercer	 prototipo,	 se	 puede	utilizar	 en	 operaciones	 oftalmológicas,	 donde	 a	
los	 pacientes	 para	 que	 el	 ojo	 permanezca	 lo	 más	 inmóvil	 posible,	 se	 les	 aplica	
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uso	de	 las	bibliotecas	desarrollada	para	este	entorno.	Por	ello,	 si	 se	altera	alguno	de	 los	
componentes	 hay	 que	 encontrar	 librerías	 específicas	 para	 el	 control	 de	 dichos	
componentes.	









debe	 considerase	 inadecuado	 por	 tanto	 no	 garantiza	 el	 funcionamiento	
correcto	del	dispositivo.	
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Concepto	 Unidades	 Cantidad	 Precio	unitario	 total	
		
	   
		
Materiales	
Placa	Arduino	Nano	3.0	 ud	 1	 18,36	€	 18,36	€	
LCD	16x2	 ud	 1	 12,52	€	 12,52	€	
Módulo	I2C	LCD	 ud	 1	 2,50	€	 2,50	€	
Módulo	SD	 ud	 1	 1,44	€	 1,44	€	
Sensor	FSR	402	 ud	 1	 7,58	€	 7,58	€	
Regulador	de	tensión	4,1	
V	 ud	 1	 0,87	€	 0,87	€	
Resistencia	0,25	w	 ud	 1	 0,28	€	 0,28	€	
Condensador	100nF	 ud	 1	 0,06	€	 0,06	€	
Condensador	10	uF	 ud	 1	 0,06	€	 0,06	€	
Cable	de	audio	paralelo	
2x	0,09mm2	 M	 1	 0,58	€	 0,58	€	
Conexión	jack	macho	 ud	 1	 1,13	€	 1,13	€	
Conexión	jack	hembra	 ud	 1	 0,58	€	 0,58	€	
Cubre	cables	termo	
retráctil	 ud	 2	 0,10	€	 0,20	€	
PCB	Easyeda	 ud	 1	 4,15	€	 4,15	€	













Diseño	y	programación	 h	 35	 																								50,00	€		 					1.750,00	€		
		





































Concepto	 Unidades	 Cantidad	 Precio	unitario	 total	
		




Nano	3.0	 ud	 1	 18,36	€	 18,36	€	
LCD	16x2	 ud	 1	 12,52	€	 12,52	€	
Módulo	I2C	LCD	 ud	 1	 2,50	€	 2,50	€	
Módulo	SD	 ud	 1	 1,44	€	 1,44	€	
Sensor	A201	 ud	 1	 7,58	€	 7,58	€	
Amplificador	operacional	
MCP-6004	 ud	 1	 0,43	€	 0,43	€	
Resistencia	0,25	w	 ud	 3	 0,28	€	 0,84	€	
Cable	de	audio	paralelo	
2x	0,09mm2	 M	 1	 0,58	€	 0,58	€	
Conexión	jack	macho	 ud	 1	 1,13	€	 1,13	€	
Conexión	jack	hembra	 ud	 1	 0,58	€	 0,58	€	
Cubre	cables	termo	
retráctil	 ud	 2	 0,10	€	 0,20	€	
PCB	Easyeda	 ud	 1	 4,15	€	 4,15	€	
















Diseño	y	programación	 h	 35	 										50,00	€		 				1.750,00	€		
		




































Concepto	 Unidades	 Cantidad	 Precio	unitario	 total	
		
	   
		
Materiales	
Pro	Trinket	3v	 ud	 1	 12,36	€	 12,36	€	
Pantalla	Oled	 ud	 1	 19,54	€	 19,54	€	
Sensor	Presión	aire	I2C	de	
HoneyWell	 ud	 1	 21,50	€	 21,50	€	
Módulo	SD	 ud	 1	 1,44	€	 1,44	€	
Resistencia	0,25	w	 ud	 2	 0,28	€	 0,56	€	
Módulo	carga	batería		 ud	 1	 17,55	€	 17,55	€	
Batería	Lipo	3,7V	2A	 ud	 1	 15,61	€	 15,61	€	
Interruptor	 ud	 1	 1,20	€	 1,20	€	
PCB	Easyeda	 ud	 1	 4,15	€	 4,15	€	







Diseño	y	programación	 h	 35	 										50,00	€		 				1.750,00	€		
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A. Código	prototipo	1	
	
1. /**	
2. 			@File	"HemaClearPressure_1.ino"	
3. 			@Brief	this	program	is	to	control	a	pressure	measure	machine	prototype:	
4. 	
5. 				You	need	Arduino	nano	board,	SD	module	SPI	comunication	,	LCD	16x2	whit	I2C	
comunication	,	
6. 				an	FSR402	Interlink	sensor	whit	4k7	resitor.	
7. 	
8. 			@Author	Jose	Ignacio	Marques	
9. 			@Date	23/06/2016	
10. */	
11. 	
12. /****	Libraries*****/	
13. 	
14. #include	<SPI.h>	
15. #include	<SD.h>	
16. #include	<Wire.h>	
17. #include	<LiquidCrystal_I2C.h>	
18. 	
19. #include	<avr/io.h>	
20. #include	<avr/interrupt.h>	
21. 	
22. #include	<math.h>	
23. 	
24. 	
25. /**	Variables	globales	y	funciones**/	
26. 	
27. #define	AD	0.00400391	//ADC	4.10/1023.00	(10	bit	AD)	
28. #define	Ra		4630	
29. #define	Vcc	4.10	//Power	for	FSR402	and	ARef		
30. 	
31. LiquidCrystal_I2C	lcd(0x27,	16,	2);	//lcd	object	
32. File	dataFile;//file	object	
33. 	
34. const	int	CS	=	10;	//comunicacion	wiht	sd,	CS	pin	
35. volatile	int	seconds	=	0;	//for	Timer1	interrupt	(1s)	
36. volatile	byte	mins	=	0;	
37. float	analogin,	cond,	vin,	rsensor,	aux1	=	0,	aux2	=	0,	pressure;	
38. 	
39. int	dato;	
40. 	
41. void	TIM1_config_1seg_Prescaler	(void);	
42. void	datalogg_1min	(float	x);	
43. float	read_Pressure	(float	y);	
44. 	
45. void	setup()	{	
46. 	
47. 		/**	Beguin	serial	comunication	with	de	computer	for	a	test	*/	
48. 	
49. 		Serial.begin(9600);	
50. 		Serial.println("Initializing	SD	card...");	
51. 	
52. 			
53. 		/**	Initilaitation	SPI	comunication	wiht	SD	module	*/	
54. 	
55. 		if	(!SD.begin(CS))	{	
56. 	
57. 				Serial.println("Card	failed,	or	not	present");	
58. 	
59. 				return;	
60. 		}	
61. 	
62. 		Serial.println("card	initialized...");	
63. 	
64. 		/**	LCD	initialitation	*/	
65. 	
66. 		lcd.begin();	
67. 		lcd.backlight();	
68. 		lcd.print("Pressure	[mmHg]");	
69. 	
70. 		/**Open	or	create	a	file	in	the	SD	*/	
71. 			
72. 		dataFile	=	SD.open("datalogg.csv",	FILE_WRITE);	
73. 	
74. 		if	(dataFile)	{	
75. 	
76. 				dataFile	=	SD.open("datalogg.csv",	FILE_WRITE);	
77. 				dataFile.print("Lectura");	dataFile.print(",");	
78. 				dataFile.print("Voltaje");	dataFile.print(",");		
79. 				dataFile.print("Minutos");	dataFile.print(",");	
80. 				dataFile.print("Presion");	dataFile.println(",");	
81. 	
82. 				dataFile.close();	
83. 		}	
84. 	
85. 		TIM1_config_1seg_Prescaler	();	
86. 	
87. 		analogReference(EXTERNAL);	
88. 	
89. }	
90. 	
91. void	loop()	{	
92. 	
93. 		analogin	=	analogRead(0);	
94. 	
95. 		if	(analogin	==	0)	{	
96. 				lcd.setCursor(0,	1);	
97. 				lcd.print("0							");	
98. 		}	
99. 		else	{	
100. 				lcd.setCursor(0,	1);	
101. 				lcd.print(read_Pressure(analogin));	
102. 		}	
103. 		if	(mins	==	1)	{	
104. 				datalogg_time	(analogin);	
105. 		}	
106. 	
107. 		delay(100);	
108. }	
109. 	
110. void	TIM1_config_1seg_Prescaler()	{	
111. 	
112. 		/*	Internal	interrupt	timer1	16	Bits	for	comparing,	see	register	on	AVR	
datasheet	*/	
113. 	
114. 		cli();																		//clear	all	interuptions.	
115. 	
116. 		TCCR1A	=	0;	
117. 		TCCR1B	=	0;	
118. 	
119. 		OCR1A	=	15624;										//	value	to	compare	the	1024	prescaling	to	1s	
120. 		TCCR1B	|=	(1	<<	WGM12);	
121. 	
122. 		TCCR1B	|=	(1	<<	CS10);	
123. 		TCCR1B	|=	(1	<<	CS12);	
124. 	
125. 		TIMSK1	|=	(1	<<	OCIE1A);	
126. 	
127. 		sei();//set	the	interruptions.	
128. }	
129. 	
130. void	datalogg_time	(float	x)	{	
131. 	
132. 		vin	=	AD	*	x;	
133. 		aux1	=	(Vcc	-	vin);	
134. 		aux2	=	Ra	/	vin;	
135. 		rsensor	=	aux1	*	aux2;	
136. 		cond	=	(1	/	rsensor)	*	1000000;	
137. 		pressure	=	0.5131	*	cond;	
138. 	
139. 		dato++;	
140. 	
141. 		dataFile	=	SD.open("datalogg.csv",	FILE_WRITE);	
142. 	
143. 		dataFile.print(x);	
144. 		dataFile.print(",");	
145. 		dataFile.print(vin);	
146. 		dataFile.print(",");	
147. 		dataFile.print(dato);	
148. 		dataFile.print(",");	
149. 		dataFile.print(pressure);	
150. 		dataFile.println(",");	
151. 	
152. 		dataFile.close();	
153. 	
154. 		lcd.setCursor(13,	1);	
155. 		lcd.print(dato);	
156. 		mins	=	0;	
157. }	
158. 	
159. float	read_Pressure	(float	y)	{	
160. 	
161. 		vin	=	AD	*	y;	
162. 		aux1	=	(Vcc	-	vin);	
163. 		aux2	=	Ra	/	vin;	
164. 		rsensor	=	aux1	*	aux2;	
165. 		cond	=	(1	/	rsensor)	*	1000000;	
166. 		pressure	=	0.5131	*	cond;	
167. 			
168. 		return	(pressure);	
169. 			
170. }	
171. 	
172. ISR	(TIMER1_COMPA_vect)	{	
173. 		seconds++;	
174. 		if	(seconds	%	2	==	0)	{	
175. 				mins++;	
176. 		}	
177. }	
178. 	
	
B. Código	prototipo	2	
	
/**	
@File:	"proto2_ok.ino"	
@Review:	4.0	
@Brief:	this	program	is	to	control	a	pressure	measure	prototipe:	
	
You	need	Arduino	nano	board,	SD	module	SPI	comunication	,	LCD	16x2	whit	I2C	
comunication	,	
an	A201	Flexiforce	sensor.	
	
@Author	Jose	Ignacio	Marqués	
@Date	11/04/2017	
	
*/	
	
#include	<SPI.h>	
#include	<SD.h>	
#include	<Wire.h>	
#include	<LiquidCrystal_I2C.h>	
	
#include	<avr/io.h>	
#include	<avr/interrupt.h>	
	
#include	<math.h>	
	
/*	Global	variables	&	Functions	*/	
	
#define	AD		0.004916	//ADC	5.03/1023.00	(10	bit	AD)	
	
LiquidCrystal_I2C	lcd(0x27,	16,	2);	//lcd	object	
File	dataFile;	//file	object	
	
const	int	CS	=	10;	//comunicacion	wiht	sd	
volatile	int	seconds	=	0;	//for	Timer1	interrupt	(1s)	
volatile	byte	mins	=	0;	
	
/*	Data	variable	**/	
	
float	analogin	=	0,	vin,	pressure;	
int	datatime	=	0;	
	
/*	Filter	variable	*/	
	
int	lecturas[10];	//	Almacena	10	medidas	analógicas	para	realizar	un	promedio.[0,	
1023]	10Bits	
int	Total	=	0;	//	recoge	el	sumatorio	de	las	medidas	
int	contador	=	0;	//	cuenta	las	medias	
int	i;	
	
void	setup()	{	
	
/*	Initilitation	serial	cmunication	*/	
	
/*	Initilaitation	SPI	comunication	wiht	SD	module	*/	
	
SD.begin(CS);	
	
/**	LCD	initialitation	**/	
	
lcd.begin();	
lcd.backlight();	
lcd.print("Pressure	[mmHg]");	
	
/*New	datafile	*/	
	
dataFile	=	SD.open("datalogg.csv",	FILE_WRITE);	
	
if	(dataFile)	{	
	
dataFile	=	SD.open("datalogg.csv",	FILE_WRITE);	
dataFile.print("Lectura");	dataFile.print(",");	
dataFile.print("Segundos");	dataFile.print(",");	
dataFile.print("Voltaje");	dataFile.print(",");	
dataFile.print("Presion");	dataFile.println(",");	
	
dataFile.close();	
}	
	
TIM1_config_1seg_Prescaler	();	
	
for	(i	=	0;	i	<	10;	i++)	{	
lecturas[i]	=	0;	
}	
	
}	
	
void	loop()	{	
	
Total	=	Total	-	lecturas[contador];	
	
lecturas[contador]	=	analogRead(0);	
Total	=	Total	+	lecturas[contador];	
contador++;	
	
	
if	(contador	>=	10)	{	
contador	=	0;	
analogin	=	Total	/	10.00;	
	
if	(analogin	>=	6)	{	
pressure	=	read_Pressure(analogin);	
lcd.setCursor(0,	1);	
lcd.print(pressure);	
lcd.print("		");	
Serial.println(pressure);	
}	
else	{	
lcd.setCursor(0,	1);	
lcd.print(0);	
lcd.print("					");	
}	
	
if	(mins	==	1)	{	
datalogg_1min	(analogin);	
}	
}	
delay(100);	
}	
	
void	TIM1_config_1seg_Prescaler()	{	
	
/*	Internal	interrupt	timer1	16	Bits	for	comparing,	see	register	on	AVR	datasheet	*/	
	
cli();																		//clear	all	interuptions.	
	
TCCR1A	=	0;	
TCCR1B	=	0;	
	
OCR1A	=	15624;										//	value	to	compare	the	1024	prescaling	to	1s	
TCCR1B	|=	(1	<<	WGM12);	
	
TCCR1B	|=	(1	<<	CS10);	
TCCR1B	|=	(1	<<	CS12);	
	
TIMSK1	|=	(1	<<	OCIE1A);	
	
sei();																		//set	the	new	configuration	of	interruptions.	
}	
	
float	read_Pressure	(float	y)	{	
	
vin	=	AD	*	y;	
	
pressure	=	(vin	-	3.275)	/	0.0003;	
	
return	(pressure);	
}	
	
void	datalogg_1min	(float	x)	{	
	
vin	=	AD	*	x;	
	
pressure	=	(vin	-	3.275)	/	0.0003;	
	
datatime	=	datatime	+	mins;	
	
dataFile	=	SD.open("datalogg.csv",	FILE_WRITE);	
	
dataFile.print(x);	
dataFile.print(",");	
dataFile.print(datatime);	
dataFile.print(",");	
dataFile.print(vin);	
dataFile.print(",");	
dataFile.print(pressure);	
dataFile.println(",");	
	
dataFile.close();	
	
lcd.setCursor(13,	1);	
lcd.print(datatime);	
mins	=	0;	
	
}	
	
	
ISR	(TIMER1_COMPA_vect)	{	
	
seconds++;	
	
if	(seconds	%	2	==	0)	{	
	
mins++;	
	
}	
}	
	
C. Código	prototipo	3	
	
1. #include	<TinyWireM.h>	
2. #include	<USI_TWI_Master.h>	
3. #include	<Wire.h>	
4. #include	<Adafruit_SSD1306.h>	
5. #include	<Adafruit_GFX.h>	
6. #include	<gfxfont.h>	
7. #include	<stdint.h>	
	
8. #define	OLED_RESET	4	
9. Adafruit_SSD1306	display(OLED_RESET);	
	
10. int	idSensor	=	0x28,	idOled	=	0x3C;	
11. float	pressure,	InitPressure,	pressuremid;	
	
12. int	datalogg[10];	//	Almacena	10	medidas	analógicas	para	realizar	un	promedio.[0,	
1023]	10Bits	
13. int	total	=	0;	//	recoge	el	sumatorio	de	las	medidas	
14. int	counter	=	0;	//	cuenta	las	medias	
15. int	i;	
	
16. uint8_t	ReadPressure_mmHg(int	id,	float	*value);	
17. void	print_meassure();	
	
18. void	setup()	{	
	
19. /**	Configuracion	de	la	pantalla	**/	
	
20. display.begin(SSD1306_SWITCHCAPVCC,	idOled);	
	
21. display.display();	
22. delay(2000);	
	
23. display.clearDisplay();	
	
24. /**	iniciamos	el	vector	de	lecturas	a	0	**/	
	
25. for	(i	=	0;	i	<	10;	i++)	{	
26. datalogg[i]	=	0;	
27. }	
	
28. /**	Escribimos	en	la	pantalla	la	presion	inicial	**/	
	
29. if	(ReadPressure_mmHg(idSensor,	&InitPressure)	==	1)	{	
30. display.println("Error	404");	
31. display.display();	
32. delay(2000);	
33. }	else	{	
34. display.setTextSize(1);	
35. display.setTextColor(WHITE);	
36. display.setCursor(0,	0);	
37. display.println("Pressure		[mmHg]");	
38. display.display();	
39. display.print("Pi	=	");	
40. display.print(InitPressure);	
41. display.display();	
42. delay(2000);	
43. }	
44. }	
	
45. void	loop()	{	
	
46. total	=	total	-	datalogg[counter];	
47. ReadPressure_mmHg(idSensor,	&pressure);	
48. datalogg[counter]	=	pressure;	
49. total	=	total	+	datalogg[counter];	
50. counter++;	
	
51. if	(counter	>=	10)	{	
52. counter	=	0;	
53. pressuremid	=	total	/	10.00;	
54. print_meassure();	
55. }	
	
56. delay(100);	
	
57. }	
	
58. /**	Funciones	lectura	sensor	de	aire**/	
	
59. uint8_t	ReadPressure_mmHg(int	id,	float	*value)	{	
	
60. uint16_t	dataword;	
61. uint8_t	data[2];	
62. uint8_t	ss_bit;	
	
63. Wire.requestFrom(id,	2);				//	Le	pido	al	sensor	2	Bytes	de	informacion.	
	
64. while	(Wire.available())	{	
65. data[0]	=	Wire.read();	
66. data[1]	=	Wire.read();	
67. }	
68. ss_bit	=	data[0]	>>	6;	
	
69. if	(ss_bit	==	0x00)	{	
	
70. dataword	=	data[0]	&	0x3F;	
	
71. dataword	=	(dataword	<<	8)	|	data[1];	
	
72. *value	=	(((dataword	-	1638)	*	(5171.0	-	0.0))	/	(14745.0	-	1638.0))	+	0.00;	
	
73. return	0;	
	
74. }	else	{	
75. return	1;	
76. }	
77. }	
	
78. /***	Funciones	de	la	pantalla	oled	SSD1306	***/	
	
79. void	print_meassure()	{	
	
80. display.setTextSize(1);	
81. display.setTextColor(WHITE);	
82. display.setCursor(0,	0);	
83. display.clearDisplay();	
84. display.println("Pressure		[mmHg]");	
85. display.display();	
	
86. display.print("Pi	=	");	
87. display.print(InitPressure);	
88. display.display();	
	
89. display.setTextSize(2);	
90. display.setTextColor(WHITE);	
91. display.setCursor(0,	17);	
92. pressuremid	=	pressuremid	-	InitPressure;	
93. display.print(pressuremid);	
94. display.display();	
	
95. }	
	
	
	
	
	
