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ABSTRACT
Coupling the neutronic and thermal-hydraulic analyses of a nuclear reactor core is im-
portant because it helps identify the most relevant safety issues. Currently all coupled
computations solve the same set of governing equations using different coupling meth-
ods, which can be sorted into two categories: loose coupling and tight coupling. This
dissertation proposes and verifies a third coupled approach called “the Integrated Tight
Coupling (ITC) method”. The mathematical equations in the nuclear fuel are rearranged
to be integrated via a novel concept of group temperature. In addition, the data from the
neutron cross section library can be used directly.
The ITC method is implemented using two open-source codes: the DRAGON code and
OpenFOAM. Additionally, a coupled computation using these two codes is new and has
not been done in the past. The ITC method is verified using two 1.5-D (1-D neutronics
and 2-D thermal-hydraulics) examples: a symmetric unit cell and an asymmetric unit cell.
The mesh of the tightly integrated computation is 25 % and 12 % coarser than the loosely
coupled one for the symmetric case and the asymmetric case, respectively. Starting from
the similar initial guess, the number of iterations for the ITC method is 24 % and 14 %
fewer than those for the loosely coupled computation to reach the same accuracy for the
symmetric case and the asymmetric case, respectively. In addition, the ITC method is
tested with different initial guesses. For all cases tested, the scheme converged to the
same solution. With further improvement and additional testing, the scheme developed
and tested here has the potential to be incorporated with other neutronics and thermal-
hydraulics codes.
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CHAPTER 1
INTRODUCTION
A nuclear power reactor is designed to generate electrical energy from nuclear fission
reactions induced by neutrons. The energy released by the fission reactions is deposited
as heat in the fuel material and is transported via thermal conduction across the fuel
element and the clad to the clad surface. This fission thermal energy is then transferred
from the clad surface to the coolant by forced convection. The thermal energy is carried
up and out of the reactor core by the mass motion of the coolant. For a light water reactor
(LWR), the coolant, water, converts into steam to drive turbo generators [1]. Figure 1.1
illustrates the path traced out by thermal energy in a LWR core.
Figure 1.1: Reactor core cooling.
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To conduct nuclear reactor safety analyses, one needs the knowledge of both neutron-
ics and thermal-hydraulics: a neutronic computation estimates the fission heat energy
which is a prerequisite for the thermal analysis ; a thermal-hydraulic computation predicts
temperature distribution which affects fission reaction rates. Therefore, coupled neutronic
and thermal-hydraulic analyses is necessary for identification of the safety issues and re-
alistic safety margins of the steady state of a nuclear power plant as well as its transient
conditions [2]. In addition, coupled neutronic and thermal-hydraulic computations are valu-
able for Generation IV (Gen IV) reactor design analyses, such as the Molten Salt Reactor
in which the fuel is liquid [3]. For the High Performance Light Water Reactor (HPLWR),
the European concept design of a Super-Critical-water Cooled Reactor, the coupling of
neutronics and thermal-hydraulics is a necessity to predict the fluctuation in power distri-
bution due to the rapid variation of the water properties at super-critical and at sub-critical
pressure conditions [4]. Furthermore, the analysis of the natural circulation of the coolant
needs to include the nonlinear neutronic and thermal-hydraulic feedback mechanisms [5].
1.1 Coupling Neutronics and Thermal-Hydraulics for a
Nuclear Reactor Core
The significance of coupling neutronics and thermal-hydraulics has been recognized
for some time. Currently the method used in all coupled computations can be sorted into
two categories: a loose coupling (LC) method or a tight coupling (TC) method. For a LC
method, neutronic and thermal-hydraulic equations are solved using different computa-
tional codes separately, and the results are coupled externally. For example, the neutronic
model may be solved first using some guessed thermal parameters to obtain local heat
generation rates which are passed to the thermal-hydraulic model to compute the temper-
ature distribution. The new temperature distribution is sent back to the neutronic model
to be used to update the neutron cross sections to calculate new local powers which are
then fed back to the thermal-hydraulic model. The process is repeated until convergence
is achieved. This kind of coupling technique is also called “external coupling” or “operator
split method”. This method is popular because it requires little or no modification of the ex-
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isting codes. Figure 1.2 illustrates a sample algorithm of the LC method, where “N model”
denotes “a neutronics model” and “TH model” denotes “a thermal-hydraulics model”.
Figure 1.2: An algorithm for loosely coupled neutronics and thermal-hydraulics.
Thanks to increasing computational power, currently the coupling needs can be ad-
dressed more accurately by transferring more physical properties between multi-codes
externally in a sophisticated nuclear reactor core model. For example, DeCART and
STAR-CD are coupled for solving practical boiling water reactor (BWR) and pressurized
water reactor (PWR) problems [6, 7, 8]; PARCS and TRACE are coupled for BWR sta-
bility analyses [2, 9]; MCNP5, ERANOS, TRACE, and MATRA are coupled for HPLWR
design analyses [10]; WIMSD4, CITATION and RELAP5/3.2 are coupled for investigations
of various operating conditions of PWR [11].
A generic interface has also been developed to utilize common variables and mem-
ory address space for the various combinations of thermal-hydraulics and spatial kinetics
codes [12]. Even though this approach restricts the ability to utilize various combinations
and complicates the maintenance of the individual codes, it simplifies code execution and
enables a tight coupling [13]. Generally a tight coupling addresses inter-related multi-
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physics calculations better than an loose coupling. Tight Coupling is also called “internal
coupling ” because all equations are solved simultaneously in a single matrix. Some stud-
ies show that the tight coupling techniques provide a better convergence rate compared
to the LC method [14, 15].
Newton’s method is one popular approach to solve tightly coupled problems [13]. In
Newton’s method, the problem is expressed as F (ζ) = 0 where F : Rn → Rn is a nonlinear
differentiable mapping, and ζ is a solution vector. For example, if F (ζ) consists of a 1-D
steady-state neutron diffusion equation (FN ) and a 1-D heat conduction equation (F T ) as
F =
FN
F T
 ,
where
FN = −Dd
2φ
dx2
+ Σa(T )φ− S ≡ A(T )φ− S (1.1)
F T =
d2T
dx2
+Q(φ) ≡ C(T )T +D(φ), (1.2)
and
ζ =
φ
T
 .
Here D is the diffusion coefficient, φ is the neutron flux, Σa(T ) is the macroscopic neutron
absorption cross section which is a function of temperature (T ), S is the neutron source
term and Q(φ) is the heat generation term which is a function of the neutron flux. Newton’s
method uses the truncated Taylor’s series, F (ζ + δζ) ≈ F (ζ) + OF (ζ)δζ ≈ 0, assuming δζ
is sufficiently small. The algorithm of Newton’s method is illustrated in Figure 1.3, where
Jacobian matrix is defined as J(ζ) = OF (ζ); “T” and “φ” are variables; “A”, “C”, and “D”
are operators.
The matrix could be excessively large and encounter numerical challenges. Some re-
searchers avoid solving the matrix by using Jacobian-free Newton-Krylov (JFNK) methods
since it does not require large modifications of the individual code package. MOOSE (Mul-
tiphysics Object Oriented Simulation Environment) is a parallel computational framework
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Figure 1.3: A simple example to illustrate a tight coupling.
based on the mathematical principle of JFNK methods. It is developed at Idaho National
Laboratory and targeted at solving systems of coupled, nonlinear partial differential equa-
tions in simulations of nuclear processes [16]. The KARMA framework (c(K)ode for Anal-
ysis of Reactor and other Multiphysics Applications) is another multiphysics framework,
developed by Vijay S. Mahadevan, Jean C. Ragusa, and Vincent A. Mousseau to model
nuclear reactors involving multiphysics problems. They showed that high-order conver-
gence can be achieved in both space and time with a tightly coupled method based on
JFNK technique [15]. Other researchers form a full set of consistent tightly coupled equa-
tions, leading to a large matrix. For example, the matrix size of a 2-D, 14-fuel-cell BWR
problem is about 60,000 x 60,000 with almost a million non-zero elements [17].
Note that both the LC and TC methods solve the same set of governing equations using
different techniques. This dissertation proposes and verifies a third coupling method called
the integrated tight coupling (ITC) method because the relevant governing equations in
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the fuel are re-arranged to be “integrated”. In addition, the modified scheme is developed
with the idea that it should be applicable to at least a set of open source neutronics and
thermal hydraulics codes which offers three-fold benefits. First, the open-source codes
allow modifications of the work carried out here by any researcher. Second, it saves time
and effort on programming since it needs not start from scratch. Third, it benefits from
earlier validation and verification studies for the widely used open-source computer codes.
In fact, the ITC method is implemented using DRAGON and OpenFOAM. The DRAGON
code is an open-source lattice neutronics code and OpenFOAM is an open-source CFD
(Computational Fluid Dynamics) code.
1.2 The Structure of the Dissertation
The present text develops in the following progressive stages. Chapter 2 lists both
physical models and equations used to carry out the coupled calculations: the steady-
state neutron transport equation in a critical system for the neutronic part; conservation
equations for the solid fuel pin and the fluid coolant for the thermal-hydraulic part. The
coolant is incompressible, single-phase Newtonian, and turbulent flow at steady state.
Chapter 3 details the development of the innovative ITC technique, including an introduc-
tion to a novel idea of temperature associated with each energy group to link the neutron
transport equation and heat conduction equation in the fuel. Following that is a compari-
son of the ITC method to the current coupling methods. A brief description of DRAGON
and OpenFOAM, and the implementation are covered in Chapter 4. The verification of the
ITC method using two examples are the focus of Chapter 5. Since this project focuses
on developing an innovative approach to carry out tightly coupled neutronics and thermal-
hydraulics, the chosen model is simple yet retains all the essential physics. The model to
be analyzed is a 1.5-D (1-D neutronic model and 2-D thermal-hydraulic model) unit cell of
a PWR core. The unit cell consists of a fuel pin (uranium dioxide) and a moderator/coolant
(ordinary light water). The heterogeneities in the reactor fuel array, or lattice, are taken into
account since local spatial and angular variations in the neutron flux may strongly influ-
ence neutronics and thermal-hydraulics coupling. (For a PWR, the thermal neutron mean
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free path is typically comparable to the fuel pin diameter. Therefore, a detailed treatment
of the heterogeneity is necessary. In addition, it is suggested that many issues of coupled
neutronics/thermal-hydraulics calculations about accuracy and adequacy are associated
with the use of sub-channel codes [18].) Finally, Chapter 6 concludes this dissertation and
nods a possible direction for future work.
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CHAPTER 2
NEUTRONICS AND THERMAL-HYDRAULICS
Models and equations used to carry out the coupled calculation are described in this
chapter. The steady-state neutron transport equation in a critical system is the focus of the
first half of this chapter, and the second half covers conservation equations for the solid
fuel pin and fluid coolant for the thermal-hydraulic part. The coolant is incompressible,
single-phase Newtonian and turbulent flow at steady state. Note that the relevant theories
are not covered in this chapter, and they can be found in textbooks such as [1], [19] or [20].
However, collision probability method, one way to solve the neutron transport equation, is
derived in Section 2.2 because this method is used in the application of the ITC method
detailed in Chapter 3.
2.1 The Steady-State Neutron Transport Equation in a
Critical System
The criticality calculation of the steady-state neutron transport equation is used to
model the transport of neutrons and their interactions with matter inside a nuclear reactor
core,
Ωˆ·Oψ(r, E, Ωˆ)+Σt(r, E)ψ(r, E, Ωˆ) =
∫
4pi
dΩˆ′
∫ ∞
0
dE ′Σs(r, E ′ → E, Ωˆ′ → Ωˆ)ψ(r, E ′, Ωˆ′)+S(r, E, Ωˆ),
(2.1)
where ψ(r, E, Ωˆ) is the neutron angular flux in a volume element dr at position r with energy
E, moving in the cone of solid angle dΩˆ about direction Ωˆ, Σt is the neutron macroscopic
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total cross section, Σs is the neutron macroscopic scattering cross section, and
S(r, E, Ωˆ) =
χ(E)
4pikeff
∫
4pi
dΩˆ′
∫ ∞
0
dE ′ν(E ′)Σf (E ′)ψ(r, E ′, Ωˆ′), (2.2)
where χ is the probability that a fission neutron will be born with energy E, ν is the average
number of neutrons released per fission event, Σf is the neutron macroscopic fission cross
section, and keff stands for effective multiplication factor.
This equation can be solved directly with the aid of a digital computer by replacing the
functions of continuous variables with a set of values at a series of discrete points. For
example, the continuous neutron energy can be discretized into energy groups as shown
in Figure 2.1.
Figure 2.1: The neutron energy range is broken down into intervals, or energy groups.
By integrating the energy-dependent neutron transport equation over the energy group
g, Equation (2.1) can be cast into the form of an eigenvalue problem,
Ωˆ · Oψg(r, Ωˆ) + Σgt (r)ψg(r, Ωˆ) =
G∑
g′=1
∫
4pi
(
Σg
′→g
s (r, Ωˆ
′ → Ωˆ) + χ
g
4pi
νg
′
Σg
′
f (r)
keff
)
ψg
′
(r, Ωˆ′)dΩˆ′
(2.3)
g = 1, ..., G.
The neutron macroscopic total cross section characterizing the group, Σgt , is defined as
Σgt (r) ≡
∫ Eg−1
Eg
dEΣt(E, r)φ(E, r)∫ Eg−1
Eg
dEφ(E, r)
, (2.4)
where
φ(E, r) =
∫
4pi
dΩˆψ(r, E, Ωˆ) (2.5)
is defined as the neutron flux. The neutron macroscopic fission cross sections for energy
group g , Σgf , is defined in the same way. The neutron macroscopic scattering cross section
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characterizing the group, Σgs, is defined as
Σgs(r, Ωˆ
′ → Ωˆ) ≡
∫ Eg−1
Eg
dEΣs(E, r, Ωˆ′ → Ωˆ)ψ(E, r, Ωˆ′)∫ Eg−1
Eg
dEψ(E, r, Ωˆ′)
. (2.6)
See [1] for more information on the neutron transport theory.
Generally there are two approaches to solve Equation (2.3): deterministic methods or
statistical (Monte Carlo) methods. Deterministic methods solve the neutron transport
equation in a numerically approximated manner, while Monte Carlo methods solve the
equation statistically. There are several methods in the branch of deterministic methods,
such as interface current methods, spherical harmonics methods, and the collision proba-
bility method. The last one is chosen for this study and is derived in the next section.
2.2 The Collision Probability Method in a Critical System
The content of this section largely follows that in [1, 21]. When considering only one
energy group, the neutron flux,
φ(r) =
∫
4pi
dΩˆψ(r, Ωˆ),
from an arbitrary distribution of isotropic sources, S(r′), in an infinite medium can be ex-
pressed as :
φ(r) =
∫
dr′
S(r′)e−α(r,r′)
4pi|r− r′|2 , (2.7)
where
α(r, r′) ≡
∫ r
r′
dζ Σt(ζ) (2.8)
is defined as a measure of the effective refraction and absorption between points r′ and r
[1, 21].
The flux of uncollided neutrons resulting from an arbitrary neutron source distribution,
S0, can be constructed by treating each spatial location as a point source. Hence, Equation
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(2.7) can be interpreted as the total uncollided directional flux at r:
φun(r) =
∫
dr′
S0(r′)e−α(r,r
′)
4pi|r− r′|2 . (2.9)
Assuming that the first-collision rate at r = r′ is considered as a isotropic point source of
once-collided neutrons at r′, the total flux of once-collided neutrons at r can be obtained
by integrating over the flux due to the source at r′:
φ1(r) =
∫ [
(Σs(r′) + νΣf (r′))φun(r′)e−α(r,r
′)
4pi|r− r′|2
]
dr′. (2.10)
Furthermore, the flux of n-collided neutrons can be expressed by
φn(r) =
∫ [
(Σs(r′) + νΣf (r′))φn−1(r′)e−α(r,r
′)
4pi|r− r′|2
]
dr′, (2.11)
n = 1, 2, 3, ...,∞.
The total neutron flux at r can then be written as
φ(r) ≡
∞∑
n=1
φn(r) + φun(r) (2.12)
=
∫
[Σs(r′) + νΣf (r′)]
∑∞
n=1 φn−1(r
′)e−α(r,r
′)
4pi|r− r′|2 dr
′ + φun(r)
=
∫
dr′
[Σs(r′) + νΣf (r′)]φ(r′)e−α(r,r
′)
4pi|r− r′|2 + φun(r)
=
∫
dr′[(Σs(r′) + νΣf (r′))φ(r′) + S0(r′)]
e−α(r,r
′)
4pi|r− r′|2 ,
where φ(r′)e−α(r,r′) =
∞∑
n=1
φn−1(r′)e−α(r,r
′). This equation is the basis of the collision proba-
bility method. When we consider a critical system, Equation (2.12) becomes
φ(r) =
∫
dr′
(
Σs(r′) +
νΣf (r′)
keff
)
φ(r′)
e−α(r,r
′)
4pi|r− r′|2 . (2.13)
If we partition the entire volume under consideration into discrete volumes, Vi , within
each of which uniform average cross sections and a flat flux are assumed, then Equation
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(2.13) can be rewritten as
φi =
∑
j
T j→i
(
Σsj +
νΣfj
keff
)
φj, (2.14)
where
φi ≡ 1
Vi
∫
Vi
φ(r)dr (2.15)
and T j→i is defined as the first-flight transmission probabilities:
T j→i ≡ 1
Vi
∫
Vi
dri
∫
Vj
drj
e−α(ri,rj)
4pi|ri − rj|2 . (2.16)
See Figure 2.2 for an illustration.
Figure 2.2: Neutrons in Vi from Vj.
Since α(ri, rj) = α(rj, ri), there is a reciprocity relation between the transmission proba-
bilities:
ViT
j→i = VjT i→j. (2.17)
Upon multiplication by ΣtiVi , Equation (2.14) can be written as
ΣtiViφi =
∑
j
Dijφj, (2.18)
where
Dij =
P ji
Σtj
(
Σsj +
νΣfj
keff
)
; (2.19)
P ji ≡ ΣtjΣtiViT j→i = ΣtjΣti
∫
Vi
dri
∫
Vj
drj
e−α(ri,rj)
4pi|ri − rj|2 . (2.20)
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Equations (2.18) to (2.20) form the collision probability method for a critical system.
Note that since α(ri, rj) = α(rj, ri), there is also a reciprocity between the collision proba-
bilities,
P ij = P ji. (2.21)
The collision probability method is one way to predict the transport of neutrons and their
interaction with matter inside a nuclear reactor core, including nuclear fission reactions.
The energy released by the nuclear fission reactions appears primarily as kinetic energy
of the fission reaction products. Most of this fission product energy is deposited as heat
in the fuel material near the location of the fission event. The heat is then carried to the
coolant by heat conduction, convection, and possibly radiation. The equations expressing
these thermal-hydraulic processes are presented in the next section.
2.3 Conservation Equations for Single-Phase Flow
Heat conduction, convection, and radiation can be modeled using conservation of
mass, momentum, and energy. These conservation laws are available in textbooks, such
as [19] and [22], and only equations relevant to this thesis are listed in this section.
Conservation of mass for an incompressible flow can be expressed as
O · ~v = 0, (2.22)
where ~v denotes the coolant velocity. This equation is also known as the continuity equa-
tion.
The conservation of momentum for a steady state incompressible flow is
O · ρc~v~v = −Op+ µO2~v + ρc ~f, (2.23)
where ρc is the coolant density, p is its pressure, µ is its “dynamic viscosity”, and ~f is the
net external force.
The energy equation for a steady state incompressible coolant can be expressed as
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ρccp(~v · OTc) = O · kcOTc + q′′′c , (2.24)
where cp is the heat capacity of the coolant at a constant pressure, Tc is its temperature,
kc is its thermal conductivity and q′′′c is its volumetric heat generation rate.
The energy equation for a solid nuclear fuel pin is
O · kfOTf + q′′′f = 0, (2.25)
where kf denotes the thermal conductivity, Tf denotes the fuel temperature and q′′′f de-
notes the volumetric heat generation rate for the fuel pin.
These conservation equations are fundamental to thermal-hydraulics analyses of a nu-
clear reactor core. In addition, a realistic simulation requires a turbulence model which is
described in the next section.
2.4 The Realizable k-epsilon Turbulence Model
The realizable k-epsilon model [23], which is one of many approaches to predict the
effects of turbulence, is chosen to compute the velocity and pressure of the coolant. The
assumption behind this and other turbulence models is that the turbulent flow exhibits
small fluctuations in time. If c represents the instantaneous value of any physical property,
then this assumption allows us to represent c as a sum of a time-averaged value( c ) and
a perturbation(c′):
c ≡ c+ c′, (2.26)
where
c ≡ 14t
∫ t+4t/2
t−4t/2
c dt. (2.27)
In addition,
c′ = 0, c c′ = 0. (2.28)
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Then, Equations (2.22) and (2.23) can be written in a tensor form as
∂v¯i
∂xi
= 0, (2.29)
ρc
∂v¯iv¯j
∂xj
= − ∂p
∂xi
+ (µ+ µt)O2v¯i + ρcfi, (2.30)
where
µt = ρcCµ
k2t
t
, (2.31)
where kt is turbulent kinetic energy per unit mass, t is the dissipation rate of the turbulent
viscosity,
Cµ =
1
A0 + As
ktu∗
t
,
A0 = 4.04,
As =
√
6 cos
[
1
3
cos−1
(√
6
SijSjkSki
(SijSij)3/2
)]
,
Sij =
1
2
(
∂uj
∂xi
+
∂ui
∂xj
)
,
u∗ =
√
SijSij + (Ωij − 2ijkωk)(Ωij − 2ijkωk),
where Ωij is the mean rate-of-rotation tensor viewed in a rotating reference frame with the
angular velocity ωk. The following equations are solved for kt and t:
∂
∂t
(ρckt) +
∂
∂xj
(ρcktuj) =
∂
∂xj
[(
µ+
µt
σk
)
∂kt
∂xj
]
+ Pk − ρct, (2.32)
∂
∂t
(ρct) +
∂
∂xj
(ρctuj) =
∂
∂xj
[(
µ+
µt
σ
)
∂t
∂xj
]
− ρcC1 
2
t
kt +
√
νt
, (2.33)
where
Pk = −ρcu′iu′j
∂uj
∂xi
,
σk is the turbulent Prandtl number for kt, σ is the turbulent Prandtl number for t, and C1
is constant. Equations (2.32) and (2.33) comprise the transport equations for kt and t in
the realizable k-epsilon model [24].
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Conservation equations and the realizable k-epsilon turbulence model comprise the
thermal-hydraulic portion for the coupled computation.
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CHAPTER 3
THE INTEGRATED TIGHT COUPLING (ITC)
METHOD
The development and assumptions of the ITC method are detailed in this chapter, in-
cluding an introduction of a novel concept of group temperature. Then a brief comparison
of the ITC and the current coupling methods closes this chapter. Figure 3.1 is used to
explain the development of the ITC method throughout this chapter. It is a discretized
1-D unit cell where M1 and M2 are the number of elements in the moderator on the left-
hand-side and the right-hand-side of the fuel, respectively; N is the number of elements
in the fuel. The gray and white regions denote the fuel and moderator, respectively. The
sequence of these mesh elements are also indicated.
Figure 3.1: A 1-D unit cell scheme.
3.1 Introduction to the ITC Methodology
Assuming that the energy released by a fission reaction is recovered at the position of
the fission event and ignoring the fraction carried away by neutrinos and deposited in non-
fuel materials, the volumetric heat generation rate in element i can be written as EΣfiφi,
where E is the energy released per fission event, Σf is the fission cross section, and φi
is the average neutron flux in element i defined in Equation (2.15). The energy flow for
element i is illustrated in Figure 3.2, where kf and T stand for thermal conductivity and
temperature, respectively.
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Figure 3.2: Energy flow in fuel element i.
The heat conduction in element i can then be expressed as
(∇ · kf∇T )i + EΣfiφi = 0, (3.1)
or
Σfiφi = (−∇ · kf
E
∇T )i, (3.2)
where (∇ · kf∇T )i denotes the numerical approximation to thermal transfer in element i.
Replacing the neutron flux in the neutron transport equation with fuel temperature using
Equation (3.2) and solving the modified neutron transport equation instead of the heat con-
duction equation are the fundamental of the ITC method. In this study, the ITC method is
applied to the collision probability method, which is chosen because there is no derivative
of φ in Equation (2.14).
For the model shown in Figure 3.1, equation (2.14), the expression for the average flux
in element i, can be rewritten as
φi =
N+M1+M2∑
j=1
T j→i(Σsj +
νΣfj
keff
)φj. (3.3)
Multiplying both sides by Σfi, we get
Σfiφi = Σfi
(
M1+N∑
j=M1+1
T j→i(
Σsj
Σfj
+
ν
keff
)Σfjφj + ξ
)
, (3.4)
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where
ξ =
M1∑
m=1
Tm→iΣsmφm +
M1+N+M2∑
m=M1+N+1
Tm→iΣsmφm.
Substituting Equation (3.2) into Equation (3.4), we get
−
(
∇ · kf
E
∇T
)
i
= Σfi
{
M1+N∑
j=M1+1
T j→i
(
Σsj
Σfj
+
ν
keff
)(
−∇ · kf
E
∇T
)
j
+ ξ
}
, (3.5)
which is the application of the ITC method to the collision probability method for one-group
neutrons. When considering multi-groups, Equation (3.4) becomes
Σgfiφ
g
i = Σ
g
fi
G∑
g′
{
M1+N∑
j=M1+1
p˜gij
(
Σg
′→g
sj
Σg
′
fj
+
χgνg
′
keff
)
Σg
′
fjφ
g′
j + ξ
′
}
, (3.6)
where
φgi ≡
1
Vi
∫
Vi
φg(r)dr,
ξ′ =
M1∑
m=1
p˜gimΣ
g′
smφ
g′
m +
M1+N+M2∑
m=M1+N+1
p˜gimΣ
g′
smφ
g′
m,
p˜gij =
1
Vi
∫
Vi
∫
Vj
Exp(− ∫ rirj dζ Σgt (ζ))
4pi|ri − rj|2 drjdri, (3.7)
and Σg
′
fj, Σ
g′
sj and ν
g′ are defined in Section 2.1. To arrange Equation (3.6) into the form of
Equation (3.5), it is necessary to introduce a new energy variable. This is discussed in the
next section.
3.2 The Fuel Temperature Associated with Energy Groups
When we consider heat generated from nuclear fission reactions due to neutrons of all
energies, Equation (3.2) can be rewritten as
(∇ · kf∇T )i +
G∑
g
EΣgfiφ
g
i = 0, (3.8)
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where g = 1, 2, 3, ..., G stands for the energy group number. Assume that temperature in
element i, Ti, satisfies
T 1i + T
2
i + T
3
i + ...+ T
G
i = Ti, (3.9)
where T gi can be considered as the temperature in element i influenced by the heat gen-
erated by fission events in element i caused by the group g neutrons. Equation (3.8) can
therefore be written as
G∑
g
[
(∇ · kf∇T g)i + EΣgfiφgi
]
= 0. (3.10)
Since G is arbitrary, Equation (3.10) reduces to
(∇ · kf∇T g)i + EΣgfiφgi = 0, (3.11)
Combining Equations (3.6) with (3.11), we get
−
(
∇ · kf
E
∇T g
)
i
= Σgfi
G∑
g′=1
{
M1+N∑
j=M1+1
νg
′
p˜gij
(
Σg
′
sj
νg′Σg
′
fj
+
χg
keff
)(
−∇ · kf
E
∇T g′
)
j
+ ξ′
}
,
(3.12)
This equation can be rearranged as
−
(
∇ · kf
E
∇T g
)
i
=
G∑
g′=1
{
M1+N∑
j=M1+1
Dˆgg
′
ij
(
−∇ · kf
E
∇T g′
)
j
+ Σgfiξ
′
}
, (3.13)
where
Dˆgg
′
ij =
pˆgij
Σg
′
fj
(
Σg
′
sj +
χgνg
′
Σg
′
fj
keff
)
,
which can be seen as an influencing factor of heat transfer rate: the heat transfer rate
increases as Dˆgg
′
ij increases, and
pˆgij = Σ
g
fip˜
g
ij =
Σgfi
Vi
∫
Vi
∫
Vj
Exp(− ∫ rirj dζ Σgt (ζ))
4pi|ri − rj|2 drjdri,
which is interpreted as the probability of fission reaction in element i induced by neutron
in group g from element j. Note that the right hand side of Equation (3.13) is the source
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term to T gi . Thus Dˆ
gg′
ij
(
−∇ · kf
E
∇T g′
)
j
and Σgfiξ
′ can be seen as the fission reactions in
volume element i caused by the neutrons from the fuel and the moderator, respectively.
The neutron flux in the fuel is replaced by the thermal conductivity, energy produced per
fission reaction, and the Laplacian for the fuel temperature via the thermal conduction
equation.
To solve this equation, the relationship between T gi and Ti needs to be established. It is
assumed that
T gi ≡ αgiTi, (3.14)
where αgi is defined as the energy-group function in element i,
αgi =
EΣgfiφ
g
i
G∑
g
EΣgfiφ
g
i
, (3.15)
which is constrained by Equation (3.9), namely,
G∑
g=1
αgi = 1. (3.16)
Plugging Equation (3.14) into Equation (3.11), we get
(∇ · kf∇αgT )i + EΣgfφgi = 0. (3.17)
Combining Equations (3.13) with (3.17), we get
−
(
∇ · kf
E
∇αgT
)
i
=
G∑
g′=1
{
M1+N∑
j=M1+1
Dˆgg
′
ij
(
−∇ · kf
E
∇αg′T
)
j
+ Σgfiξ
′
}
(3.18)
which completes the application of the ITC method to the collision probability method for
multi-group neutrons. Note that the only unknown in Equation (3.18) is the fuel tempera-
ture.
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3.3 Comparison of the ITC Method to the Current Coupling
Methods
The governing equations for the neutronic part and the thermal-hydraulic part in the
coolant are the same for all three coupling approaches. However, the governing equation
for the thermal part in the fuel of the ITC method is modified to include neutronic data
using the energy-group function, αg, while the current coupling methods handle the same
heat conduction equation. There are three similarities between the ITC method and the
LC method. First, the neutronic part and the thermal part of the fuel pin need to be
executed separately. (For the ITC method, the neutronic part needs to be carried out
first to determine the energy-group function. For the application demonstrated here, the
neutronic part needs to be carried out first for the effective multiplication factor and the
neutron flux in the moderator as well.) Second, the number of unknowns is the same.
Third, the data from the neutron cross section library can be used directly. Generally, the
only difference between the ITC method and the LC method is one governing equation in
the fuel. Therefore the ITC method has the potential to be used to solve more complex
problems compared to the current tight coupling method. In addition, the ITC method
is superior to current tight coupling methods in two aspects. First, linearization of the
neutron cross section is not required. Second, simultaneously solving all equations is not
necessary.
The ITC method has the potential to be applied to all existing neutronics and thermal-
hydraulics codes. In this study, this method is implemented using two open-source codes:
the DRAGON code and OpenFOAM. DRAGON is a lattice code and OpenFOAM is a CFD
code. The implementation and a brief introduction to the software packages are described
in the next chapter.
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CHAPTER 4
IMPLEMENTATION USING OPEN-SOURCE
SOFTWARE
Two open-source software packages, DRAGON and OpenFOAM, are the main plat-
forms to implement the proposed ITC methodology developed in the previous chapter.
DRAGON is used to compute the fuel temperature. OpenFOAM is used to evaluate the
pressure, velocity and temperature of the moderator. Both software packages and the
functions relevant to the coupled computation are described in this chapter.
4.1 The Lattice Code DRAGON
The computer code DRAGON is a lattice code written in Fortran and developed at Ecole
Polytechnique de Montreal, Canada. It is an open-source code designed to compute the
neutron flux in nuclear fuel assemblies of heterogeneous cores using the collision proba-
bility method or interface current methods. Resonance self-shielding calculation and neu-
tron leakage can also be considered in a DRAGON computation with a multidimensional
geometry and a multigroup energy treatment. Furthermore, the nuclear properties can
be condensed and homogenized. DRAGON has been used in many studies on CANDU
reactors [25, 26, 27, 28]. Yang, Shi and Wang have validated the DRAGON code using
the WIMS-D nuclear data library [29]. The modules (a group of subroutines to perform a
specific task) and their functions relevant to this study are described below.
• a LIB module to retrieve the isotope cross sections from the WIMSD-IAEA-69 group
microscopic cross-section library. WIMS-D(Winfrith Improved Multigroup Scheme-D)
is the name of a family of software packages for nuclear reactor lattice calculations.
The WIMS-D package was updated via the WIMS-D Library Update Project (WLUP)
initiated in the early 1990s with the support of the IAEA (International Atomic Energy
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Agency). The WIMSD-IAEA-69 group microscopic cross-section library is one of the
final products of WLUP.
• a GEO module to generate the geometry of the system.
• a SYBILT module to solve the integral transport equation using the collision probabil-
ity method.
• an ASM module to generate a collision probability matrix using the result from the
SYBILT module.
• a FLU module to solve the transport equation for the neutrox flux using the collision
probability matrix from the ASM module.
• an END module to call a normal end-of-execution.
The sequential steps in an execution of these modules are sketched in Figure 4.1.
Figure 4.1: The sequential steps in an execution of DRAGON modules.
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Note that the above-mentioned modules have many other functions, and DRAGON has
many more modules than the above-mentioned. More details about DRAGON can be
found at the official website: http : //www.polymtl.ca/nucleaire/DRAGON/en/index.php.
For this work, version 306J of the DRAGON code, or DRAGON306J, is modified to
incorporate Equation (3.18) with an assumption that νg = νg′. Therefore, Dˆgg
′
ij is approxi-
mated as
Dˆgg
′
ij = ν
gΣgfip˜
g
ij
(
Σg
′→g
sj
νg′Σg
′
fj
+
χg
keff
)
. (4.1)
The sequential steps in an execution of the modified DRAGON306J are shown in Figures
4.2, where T stands for the temperature of the system, αg is the energy-group function,
keff stands for the effective multiplication factor and φgm stands for the neutron flux of en-
ergy group g in the moderator. The solid line indicates the original DRAGON modules, and
the compound line designates the modification. The purpose of the subroutine, COEFF,
is to solve Equation (3.18) for the fuel temperature. The arrows indicate data transfer. The
execution of DRAGON starts with reading the input file including specific instructions and
the guess temperature T . LIB computes the values of the macroscopic cross-section for
each specified isotope based on its temperature and number density using the equation,
Σ = Nσ(T ), (4.2)
where Σ is the macroscopic cross section , N is the number density of the isotope and
σ(T ) is microscopic cross section extracted from the WIMSD-IAEA-69 group microscopic
cross-section library and interpolated for the specific temperature. Then GEO generates
the geometry of the model and assigns the boundary conditions. SYBILT and ASM com-
pute p˜gij (see Equation (3.7)) for FLU to calculate α
g, keff and φgm. These data and T
from LIB are passed down to COEFF to compute T ′, which is then compared to T . The
whole process is repeated until reaching convergence. Note that the dash line indicates
what is done using a Perl code. The Perl code running on Perl 5 is written to execute
DRAGON and OpenFOAM, change the input files accordingly, check convergence and
print results. The scheme of the Perl code is sketched in Figure 4.3, where Tf stands for
the fuel temperature and Tc stands for the temperature in the coolant/moderator, which is
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computed using OpenFOAM. More information about the PERL programming language
can be found in Appendix A.
Figure 4.2: The sequential steps in an execution of the modified DRAGON for the ITC
method.
4.2 CFD Software Package, OpenFOAM R©
OpenFOAM (Open Field Operation and Manipulation) is an open source CFD soft-
ware package developed by the OpenFOAM Team at SGI (http : //www.sgi.com/) and
distributed by the OpenFOAM Foundation (http : //www.openfoam.org/). OpenFOAM
is written in C++ and includes tools for meshing and for pre- and post-processing. The
solvers are capable of modeling incompressible flows, multiphase flows, combustion,
buoyancy-driven flows, compressible flow, particle-tracking flows, molecular dynamics,
heat transfer, stress in solids, electromagnetics and even finance. The library function-
ality includes turbulence models, transport/rheology models, thermophysical models, La-
grangian particle tracking and reaction kinetics/chemistry. In addition, several numerical
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Figure 4.3: The Perl program for a coupled problem.
methods, linear system solvers, and ordinary differential equation solvers are available
in OpenFOAM. It therefore has a large user base across many areas of engineering
[30, 31, 32]. OpenFOAM has also been used to predict the behavior of nuclear safety
related flow [33].
Version 2.1.0 of OpenFOAM is chosen for this work. A solver called mySimpleFoam is
used to solve conservation equations for a single-phase turbulent coolant. mySimpleFoam
is a modification of a standard solver by Martin Becker (aka MartinB) and Nickolas Poly-
chronopoulos. It is a steady-state solver for incompressible, turbulent flow with passive
temperature transport using the SIMPLE algorithm. The option for the realizable k-epsilon
turbulence model is selected. See [34] for more information on the SIMPLE algorithm.
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CHAPTER 5
VERIFICATION OF THE ITC METHOD
The proposed ITC method is verified using two examples. Since this project focuses
on the development of an innovative approach to carry out tightly coupled neutronics and
thermal-hydraulics, the problems solved are simple yet retain all the essential physics. Two
steady-state cases are discussed in this chapter: a symmetric PWR unit cell representing
multiple cells in a bundle, and an asymmetric PWR unit cell representing an edge-cell,
as illustrated in the dialogue boxes in Figure 5.1. Note that the clad is omitted compared
to Figure 1.1. Figure 5.2 is a sketch of a 2-D symmetric cell with the element tempera-
ture indicated, where “mod” stands for “moderator”. The atomic number density of the
Figure 5.1: The simplified reactor core cooling.
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Figure 5.2: A 2-D symmetric model of a simplified fuel element.
moderator is computed at its temperature as plotted in Figure 5.3 [20]. For the fuel, the
number density of O16, U235, and U238 are fixed values of 4.61 × 1022 /cm3, 1.5 × 1021
/cm3, and 2.9 × 1022 /cm3, respectively. The corresponding weight percentage is 4.4 w/o
in U235. The element-averaged group constants are assumed to characterize the fuel
and the moderator within the element. Figure 5.4 is part of the output file of DRAGON.
The locations correspond the region numbers are indicated at the top-left corner. The
gray and the white zones indicate the fuel and the moderator, respectively. The neutronic
data in the fuel are highlighted with thick mattes. Note that the difference in neutronic data
along the y-axis is negligible when the temperature difference is small. Take the center
column of the fuel as an example. The neutronic data in region number 4 are similar to
those in region number 11, 18, and 25. Same observation can be made in ther other
columns of the fuel. Therefore, the 2-D model can be simplified to a 1.5-D model (a 1-D
Cartesian neutronics model and a 2-D Cartesian thermal-hydraulics model) as sketched
in Figure 5.5. The dash box frames the 1-D neutronic model, and the white part indicates
the 2-D thermal-hydraulics model. The gray cubes stand for the fuel mesh elements, and
the white cubes symbolize the moderator/coolant mesh elements. Along the x-axis, the
fuel is divided into N mesh elements, and the moderators are divided into M1 and M2
mesh elements on the left hand side and the right hand side of the fuel, respectively. The
sequence of these mesh elements and the types of boundary conditions are also indicated
in Figure 5.5. For the thermal-hydraulics model, the height is 30 times of the length to
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Figure 5.3: The number density of ordinary water as a function of temperature.
approximate a fully developed turbulent flow.
Six boundary conditions are required for an OpenFOAM turbulence computation: turbu-
lent kinetic energy ( k) , dissipation rate ( ) , kinematic viscosity ( νt) , kinematic pressure(
p ), fluid velocity ( u ) and fluid temperature (T ). At the inlet, the value of the turbulent
kinematic energy is computed using
k =
3
2
(vI)2, (5.1)
where v is the initial velocity magnitude and I is the initial turbulence intensity given by
I = 0.16Re−1/8, (5.2)
where Re stands for the Reynolds number. The dissipation rate is obtained using
 = C3/4µ k
3/2l−1, (5.3)
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Figure 5.4: Part of the DRAGON output, where the locations correponding to the region
numbers are indicated at the top-left corner.
where Cµ is 0.09 and
l = 0.07L, (5.4)
where L is the hydraulic diameter [24]. The kinematic viscosity is calculated using
νt = Cµ
k2t
2t
. (5.5)
The kinematic pressure is the quotient of the total core pressure drop by the coolant den-
sity and the total fuel rod height. At the outlet, the kinematic pressure is the quotient of
the output pressure by the coolant density. The turbulent kinematic energy, the dissipa-
tion rate, and the kinematic viscosity at the wall are imposed with the default OpenFOAM
WallFunction. Parameters used in the coupled computation are listed in Table 5.1 [19, 20].
Once OpenFOAM completes the computation, the moderator temperature at a fixed al-
titude are copied to the input file of DRAGON to be used to generate the neutron cross
sections accordingly and compute the fuel temperature. The velocity magnitude and tem-
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Figure 5.5: A 1.5-D scheme of a simplified fuel element.
perature at the fixed altitude are similar to those at its neighbor elevations. The neutronic
properties are the same as those of the 2-D model described earlier.
All results presented in this chapter are run on a desktop. The operation system is
Ubuntu 10.04, Kernel Linux 2.6.32-45 generic, GNOME 2.30.2. The hardware includes
3.0 Gib memory and two processors. Each processor is Intel(R) Core(TM)2 Due CPU
E8300 @ 2.83GHz.
For an iteration of a symmetric case, the computing time of OpenFOAM is about 2.5
times (OpenFOAM is executed once and copied to both sides of moderator) longer than
that of DRAGON, which is about 33 times longer than that of the Perl code. For an iteration
of an asymmetric case, the computing time of OpenFOAM is about 338 times longer than
that of DRAGON per iteration, which is about 52 times longer than that of the Perl code.
Since the execution of OpenFOAM take up most of the computing time, TM1 and TM1+N+1
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Energy release per fission reaction (J/fission) 3.2E-11
Heat conductivity in the fuel (W/cm−K) 0.044967213
Coolant/moderator viscosity (kg/s ·m) 9.18E-5
Output pressure (MPa) 15.5
Total core pressure drop (MPa) 0.197
Total fuel rod height (m) 3.876
Table 5.1: The parameter used in the coupled computation.
are fixed and OpenFOAM is executed at beginning of the coupled computation only.
The specific geometry and the boundary conditions for each case are described first
in the following two sections. Then the mesh size and the energy-group function are
discussed. Finally the computed results of different coupling techniques are compared. A
second order finite difference scheme for the Laplacian is applied to the LC and the ITC
methods with two approximations. First, the interface condition is simplified by using the
average of the values of the neighbor temperature,
TM1+1 = 0.5× (TM1 + TM1+2),
TM1+N = 0.5× (TM1+N−1 + TM1+N+1).
In addition, the Laplacian of the fuel temperature of the edge cells for the right hand side
of Equation (3.18) are approximated as
∇2TM1+1 = 2TM1+1 − 5TM1+2 + 4TM1+3 − TM1+4
dx2
(5.6)
and
∇2TM1+N = 2TM1+N − 5TM1+N+1 + 4TM1+N+2 − TM1+N+3
dx2
. (5.7)
Second, energy release per fission reaction (E) and fuel thermal conductivity (kf ) are
constant. Note that the temperature-dependence of fuel thermal conductivity should be
taken into consideration since for a typical PWR fuel rod, the range of the fuel temperature
variation can cover several thousand degrees. For this study, the neutron flux and fuel
thermal conductivity are manipulated in such a way that the temperature difference in the
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fuel is less than 250 K for the approximation of a constant fuel thermal conductivity (see
Figure 5.6 for a plot of the thermal conductivity of uranium dioxide against temperature
[20]). In addition, it is further assumed for the ITC method that νg = νg′ (see Section 4.1)
and T g = αgT (see Section 3.2).
Figure 5.6: Thermal conductivity for uranium dioxide as a function of temperature.
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inlet outlet right wall left wall
k (m2/s2) 0.0179 zero gradient zero gradient kqRWallFunction
 (m2/s3) 0.334 zero gradient zero gradient epsilonWallFunction
νt (m2/s) calculated calculated zero gradient nutWallFunction
p (m2/s2) gradient = -76.585 21728.778 zero gradient zero gradient
u (m/s) (0 3.53 0) zero gradient zero gradient zero
T (K) 550.00 zero gradient zero gradient 573.00
Table 5.2: The boundary conditions applied in OpenFOAM for the symmetric case. The p
here is the kinematic pressure, which is the quotient of the total core pressure drop by
the coolant density and the total fuel rod height.
5.1 The Symmetric Case
In this section, the geometry and boundary conditions are described first, followed by
the discussion of the mesh size. Then Equation (3.17) and the ITC method are verified
and discussed.
The ratio of the total lengths of the moderator to the length of the fuel is set as 2.0 to
approximate the ratio of the area of the moderator to the area of the fuel pellet . The length
of the unit cell is chosen to be the same as the rod-to-rod pitch, 12.6 mm [19]. Therefore,
the 1-D symmetric neutronic model comprises a fuel pin of 4.2 mm and a moderator of
4.2 mm on each side of the fuel pin. The coolant velocity is set as 3.53 m/s based on the
Reynolds number of a PWR cell [19].
Table 5.2 lists the boundary conditions for the moderator on the right hand side in Figure
5.5. For the other side of the moderator, the data on the right wall are exchanged with
those on the left wall. Figures 5.7 to 5.12 suggest that dx = 0.06 mm and dy = 1.2
mm are reasonable for the moderator. Figures 5.7 and 5.8 are the temperature and the
velocity magnitude of the coolant along the x-axis at y = 100.8 mm with dy = 1.008 mm
and varying dx. These two figures suggest that dx = 0.07 mm is sufficient, but Figure
5.9 shows that dx = 0.06 mm gives a better y-plus value. Therefore dx = 0.06 mm is
chosen. Figures 5.10 and 5.11 plot the temperature and the velocity magnitude of the
coolant along the x-axis at y = 100.8 mm with dx = 0.06 mm and varying dy. Figure 5.12
shows the y-plus value with dx = 0.06 mm and varying dy. They show that dy = 1.2 mm
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and dy = 1.008 mm give very similar results, so dy = 1.2 mm is chosen. In addition,
Figures 5.13 and 5.14 show the temperature and the velocity magnitude of the coolant
along the x-axis at varying elevations with dx = 0.06 mm and dy = 1.2 mm. They show
that these physical properties are similar around y = 100.8 mm, and thus the moderator
temperature at y = 100.8 mm is used to conduct the coupled computation. Figures 5.15
and 5.16 show the fuel temperature for different dx values using the LC method and the
ITC method, respectively. They suggest that dx = 0.0336 mm is reasonable for the LC
method and dx = 0.042 mm seems acceptable for the ITC method.
Figure 5.7: Moderator temperature along the x-axis at y=100.8 mm with dy=1.008 mm
and varying dx.
Verification of the Energy-Group Function and the ITC Method
Equation (3.17) is incorporated in the loosely coupled computation, and the computed
result is compared to that obtained using Equation (3.8) as plotted in Figure 5.17. The
box in the center indicates the region of the fuel pin, and the rest is the moderator/coolant.
The same initial guess and mesh size are used in both computations. Figure 5.17 shows
that Equation (3.14) is a reasonable approximation. The maximum difference is 0.005 %.
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Figure 5.8: Moderator velocity along the x-axis at y=100.8 mm with dy=1.008 mm and
varying dx.
Figure 5.9: The y-plus value with dy=1.008 mm and varying dx.
37
Figure 5.10: Moderator temperature along the x-axis at y=100.8 mm with dx=0.06 mm
and varying dy.
Figure 5.11: Moderator velocity along the x-axis at y=100.8 mm with dx=0.06 mm and
varying dy.
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Figure 5.12: The y-plus value with dx=0.06 mm and varying dy.
Figure 5.13: Moderator temperature along the x-axis with dx=0.06 mm and dy=1.2 mm at
different elevations.
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Figure 5.14: Moderator velocity along the x-axis with dx=0.06 mm and dy=1.2 mm at
different elevations.
Figure 5.15: Fuel temperature with varying dx for a loosely coupled computation.
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Figure 5.16: Fuel temperature with varying dx for a integrated-tightly coupled
computation.
computing time number of iterations
Original LC 1 1
LC with αg 1.13 1.2
Table 5.3: The ratio of computing time and number of iterations for the loosed coupled
computation with different forms of the thermal conduction equation.
However, Table 5.3 shows that this approximation costs 13 % more computing time and
20 % more iterations compared to the LC approach to reach the same accuracy.
Figure 5.18 is the comparison of the energy-group function, αg, from two distinct ele-
ments for the temperature distributions shown in Figure 5.17. These two points are picked
to analyze the energy-group function around the edge and the center of the fuel pin. Note
that there are peaks around four regions: energy group number 3 (neutron energy range
between 2.231 MeV and 3.679 MeV ), 20-27 (neutron energy range between 4.000 eV and
906.9 eV ), 47 (neutron energy range between 0.400 eV and 0.500 eV ) and 56 (neutron
energy range between 0.100 eV and 0.140 eV ). (Note that energy group number 69 is
the most thermal. See Appendix B for information on the energy groups.) The following
analysis focuses on αg in the edge element, but it fits other αg in other elements as well.
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Figure 5.17: The computed results using the LC method with different forms of heat
conduction equation.
Recall that αgi is the normalized energy release per energy group in element i. In this
study, the energy released per fission event is set to be constant, so αgi equals the fission
reaction rate of element i. Figures 5.19 and 5.20 are the comparison of the energy-group
function to the fission cross section and the neutron flux, respectively. There is hardly
obvious peak in fission cross section, but the peaks in the four regions of the energy-group
function and those of the neutron flux have a good agreement. These two figures imply
that the neutron flux is the attribute of the peaks. Furthermore, the collision probability
equation for the neutron flux in the element i can be expressed as
φi =
∑
j
p˜gij
G∑
g′
χgνg
′
Σg
′
fj
keff
φg
′
j︸ ︷︷ ︸
from fission events
+
∑
m
p˜gim
G∑
g′′
Σg
′′→g
sm φ
g′′
m︸ ︷︷ ︸
from scattering collisions
, (5.8)
where p˜gij and p˜
g
im are defined in Equation (3.7). Figure 5.21 is a comparison of the neutron
flux and those from the scattering collisions (the second term on the right hand side of
Equation (5.8)). Note that all peaks of the neutron flux have good agreements with those
from the scattering collisions except the peak around energy group number 3. Therefore,
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the peak around energy group number 3 is likely due to fission reaction events alone, and
all other peaks are influenced by the scattering collisions.
Figure 5.18: The energy-group function of the edge and the center of the fuel pin.
Figure 5.22 shows the difference between αg at the center and the edge of the fuel
pin in percentage, and the major differences occur in low energy groups. This can be
explained with the influence of the moderator so there are more thermal neutrons at the
edge of the fuel pin. The minimums around energy group number 51 and number 57 in
Figure 5.22 suggest that the moderator has little influence on the fission reaction rates
percentage-wise in these energy regions.
Finally, the comparison of the results using the ITC method and the LC method is plotted
in Figure 5.23. The box in the center indicates the region of the fuel pin, and the rest is
the moderator/coolant. The maximum difference is 1.35 %. Table 5.4 lists the ratios of
mesh size in the fuel, computing time and number of iterations for both methods. The ITC
method allows 1.25 times coarser mesh size and needs 24 % fewer number of iterations.
However, the computing time is 14.43 times longer than that using the LC method to reach
the same accuracy.
Figure 5.24 shows that different initial guesses converge to the same solution. In this
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Figure 5.19: The energy-group function and normalized fission cross section at the edge
of the fuel pin. The scale for the solid symbols is on the left and for the hollow ones is on
the right.
Figure 5.20: The energy-group function and the normalized neutron flux at the edge of
the fuel pin. The scale for the solid symbols is on the left and for the hollow ones is on the
right.
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Figure 5.21: Normalized neutron flux at the edge of the fuel pin and those from scattering
collisions. The scale for the solid symbols is on the left and for the hollow ones is on the
right.
Figure 5.22: Difference between αg at the center and the edge of the fuel pin in
percentage.
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Figure 5.23: The computed results using LC and ITC methods.
method mesh size in the fuel computing time number of iterations
LC 1 1 1
ITC 1.25 14.43 0.76
Table 5.4: Comparison of the loosed coupled and integrated-tightly coupled
computations.
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figure, “ig” and “result” stand for the “initial guess” and the “converged result”, respectively.
Furthermore, “result1” means the converged result starting with “ig1” and so on. The pair
of the initial guess and the converged result share the same symbol, but the initial guess is
hollow and the converged result is solid. The box in the center indicates the region of the
fuel pin, and the rest is the moderator/coolant. The maximum difference of the converged
results is 0.60 %. See Appendices C and D for the input files for the symmetric case.
Figure 5.24: The computed results using ITC methods with different initial guesses,
where “ig” and “result” stand for the “initial guess” and the “converged result”,
respectively.
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inlet outlet right wall left wall
k (m2/s2) 0.00353 zero gradient zero gradient kqRWallFunction
 (m2/s3) 0.013 zero gradient zero gradient epsilonWallFunction
νt (m2/s) calculated calculated zero gradient nutWallFunction
p (m2/s2) gradient = -76.585 21728.778 zero gradient zero gradient
u (m/s) (0 1.57 0) zero gradient zero gradient zero
T (K) 560.00 zero gradient zero gradient 600.00
Table 5.5: The boundary conditions applied to the larger moderator region for the
asymmetric case. The p here is the kinematic pressure, which is the quotient of the total
core pressure drop by the coolant density and the total fuel rod height.
5.2 The Asymmetric Case
The structure of this section is the same as the previous one. The geometry and
boundary conditions are described first. Following is the discussion of the mesh size.
Then Equation (3.17) and the ITC method are verified and discussed.
The ratio of the total lengths of the moderator to the length of the fuel is set as 3.26 to
approximate the ratio of the area of the the moderator to the area of the fuel pellet [19].
The properties of the smaller moderator region and the fuel pin are inherited from the
symmetric case (i.e. the length, the mesh size, and the boundary conditions) except that
the wall temperature is set to be 590.00K. For the larger moderator region, the length is set
to be 9.5 mm. The Reynolds number is picked to be 517000, and the corresponding coolant
velocity is 1.57m/s. Table 5.5 lists the boundary conditions for the larger moderator region.
Regarding its mesh size, Figures 5.25 to 5.30 suggest that dx = 0.11875 mm and dy = 1.5
mm are reasonable. Figures 5.25 and 5.26 are temperature and velocity magnitude along
the x-axis at y = 228 mm with dy = 1.425 mm and varying dx. They show that dx =
0.19 mm is sufficient, but Figure 5.27 shows that dx = 0.11875 mm gives a better y-plus
value. Therefore dx = 0.11875 mm is chosen. Figures 5.28 and 5.29 are temperature
and velocity magnitude along the x-axis at y = 228mm with dx = 0.11875 mm and varying
dy. Figure 5.30 is the y-plus value plotted with dx = 0.11875 mm and varying dy. They
show that dy = 1.5 mm and dy = 1.425 mm give very similar results, so dy = 1.5 mm is
picked. In addition, Figures 5.31 and 5.32 show that the values of temperature and the
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velocity magnitude along the x-axis with dx = 0.11875 mm and dy = 1.5 mm are very
close around y = 228 mm. Thus, the moderator temperature at y = 228 mm is used
to conduct the coupled computation. Figures 5.33 and 5.34 show the fuel temperature
for different dx values for for the loosely coupled computation and the integrated-tightly
coupled computation, respectively. They suggest that dx = 0.0375 mm is reasonable for
the former and dx = 0.042 mm is reasonable for the latter.
Figure 5.25: Moderator temperature along the x-axis at y=228 mm with dy=1.425 mm
and varying dx.
Verification of the Energy-Group Function and the ITC Method
The energy-group function, αg, is analyzed in the same way as the previous section.
Figure 5.35 is a comparison of the results using the LC method with different forms of
heat conduction equations (Equation (3.8) and Equation (3.17)). The same mesh and
initial guess are used in both computations. The box in the center indicates the region of
the fuel pin, and the rest is the moderator/coolant. The maximum difference is 0.056 %.
However, Table 5.6 shows that this approximation costs 33 % more computing time and
3 % more iterations to reach the same accuracy. Figure 5.36 is the comparison of the
energy-group function from three distinct elements for the temperatures distribution shown
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Figure 5.26: Moderator velocity along the x-axis at y=228 mm with dy=1.425 mm and
varying dx.
Figure 5.27: The y-plus value with dy=1.425 mm and varying dx.
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Figure 5.28: Moderator temperature along the x-axis at y=228 mm with dx=0.11875 mm
and varying dy.
Figure 5.29: Moderator velocity along the x-axis at y=228 mm with dx=0.11875 mm and
varying dy.
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Figure 5.30: The y-plus value with dx=0.11875 mm and varying dy.
Figure 5.31: Moderator temperature along the x-axis with dx=0.11875 mm and dy=1.5
mm at different elevations.
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Figure 5.32: Moderator velocity along the x-axis with dx=0.11875 mm and dy=1.5 mm at
different elevations.
Figure 5.33: Fuel temperature with varying dx for the loosely coupled computation.
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Figure 5.34: Fuel temperature with varying dx for the integrated-tightly coupled
computation.
Figure 5.35: The computed results using the LC method with different forms of heat
conduction equation.
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computing time number of iterations
Original LC 1 1
LC with αg 1.33 1.03
Table 5.6: The ratio of computing time and the number of iterations for the loosed
coupled computation with different forms of the thermal conduction equation.
in Figure 5.35. These three points are chosen to compare the energy-group function
around both edges and around the center of the fuel pin. Note that there are peaks
Figure 5.36: The energy-group function at the edges and the center of a fuel pin.
around the same four regions as those for the symmetric case. The following analysis
focuses on αgedge1, but it can be applied to other α
g as well. Figures 5.37 and 5.38 are the
comparison of the energy-group function to the fission cross section and the neutron flux,
respectively. There is hardly obvious peak in fission cross section, but the peaks in the four
regions of the energy-group function and those of the neutron flux have a good agreement.
Again, they imply that the neutron flux is the attribution of the peaks. Figure 5.39 shows
a comparison of the neutron flux and those from the scattering collisions. (the second
term on the right hand side of Equation (5.8)). Note that all peaks of the neutron flux
have good agreements with those from the scattering collisions except the peak around
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Figure 5.37: The energy-group function and normalized fission cross section at one edge
of the fuel pin. The scale for the solid symbols is on the left and for the hollow ones is on
the right.
Figure 5.38: The energy-group function and the normalized neutron flux at one edge of
the fuel pin. The scale for the solid symbols is on the left and for the hollow ones is on the
right.
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energy group number 3. Therefore, the peak around energy group number 3 is likely
due to fission reaction events alone, and all other peaks are influenced by the scattering
collisions. This is the same as the observation made for the symmetric case. However,
there is a peak around energy group number 6 that does not exist for the symmetric case
(see Figure 5.21). This peak is likely due to the larger moderator region and therefore
more fission events.
Figure 5.39: Normalized neutron flux and those from scattering collisions at one edge of
the fuel pin. The scale for the solid symbols is on the left and for the hollow ones is on the
right.
The values of the energy-group function at different locations are compared in Figures
5.40 and 5.41. Figure 5.40 compares the difference between the center and the edges of
the fuel in percentage for the asymmetric case and the symmetric case. All three curves
show a similar trend. Figure 5.41 plots the difference between the energy-group function at
two edges of the fuel pin for the asymmetric case in percentage. The maximum difference
occurs in fast energy groups, which implies the difference in the number of fission events.
Note that the differences around energy group number 55 are relatively low in Figures
5.40 and 5.41, which imply that the moderator has little impact on the number of the
fission events around these energy group ranges.
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Figure 5.40: Comparison of the difference of αg at the center and the edge of the fuel pin
in percentage for the asymmetric case and the symmetric case.
Figure 5.41: Difference of αg at two edges of the fuel pin for the asymmetric case in
percentage.
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method mesh size in the fuel computing time number of iterations
LC 1 1 1
ITC 1.12 5.85 0.86
Table 5.7: The ratio of computing time and the number of iterations for the LC method
and the ITC method.
Finally, the comparison of the computed results using the ITC method and the LC
method is plotted in Figure 5.42. The box in the center indicates the region of the fuel
pin, and the rest is the moderator/coolant. The maximum difference is 2.09 %. Table 5.7
shows that the ITC method allows a 12 % coarser mesh size and needs 14 % fewer iter-
ations compared to the LC method to reach the same accuracy. However, the computing
time is 5.85 times longer than the LC method.
Despite of the more number of iterations brought from the use of the energy-group
function, both symmetric and asymmetric cases show the decrease of number of iterations
for the ITC approach compared to the LC one. The longer computing time for the ITC
method can be explained with solving the much more complex Equation (3.18) compared
to Equation (3.8) for the LC method. In addition the coefficients of Equation (3.18) are
much more complex than those of Equation (3.8).
Figure 5.43 shows again that different initial guesses converg to the same solution. In
this figure, “ig” and “result” stand for the “initial guess” and the “converged result”, respec-
tively. Furthermore, “result1” means the converged result starting with “ig1” and so on.
The pair of the initial guess and the converged result share the same symbol, but the ini-
tial guess is hollow and the converged result is solid. The box in the center indicates the
region of the fuel pin, and the rest is the moderator/coolant. The maximum difference is
0.06 %.
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Figure 5.42: The computed results using the LC and the ITC methods.
Figure 5.43: The results using the ITC method with different initial guesses, where “ig”
and “result” stand for the “initial guess” and the “converged result”, respectively.
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CHAPTER 6
CONCLUSION AND FUTURE WORK
This dissertation proposes and verifies an innovative Integrated Tight Coupling (ITC)
method designed for solving coupled neutronics and thermal-hydraulics problems in a
nuclear reactor core. A new idea of the energy-group function, αg, is introduced to connect
the neutron flux and temperature in the fuel in energy group g. Therefore, simultaneously
solving all equations is not necessary.
The ITC method is applied to the collision probability method and implemented using
DRAGON and OpenFOAM. Two 1.5-D (1-D neutronics and 2-D thermal-hydraulics) ex-
amples, a symmetric unit cell and an asymmetric unit cell, are used to verify the use of
the energy-group function and the ITC method, and to explore their characteristics. Com-
pared to the loosely coupled computation, three observations are made about the the
tightly-integrated computation:
• The mesh is 25 % and 12 % coarser for the symmetric case and the asymmetric
case, respectively.
• Starting from the similar initial guess, the number of iterations is 24 % and 14 %
fewer to reach the same accuracy for the symmetric case and the asymmetric case,
respectively.
• Starting from the similar initial guess, the computing time is 14.43 times and 5.85
times longer to reach the same accuracy for the symmetric case and the asymmetric
case, respectively.
The computing time of the tightly-integrated computation can be improved by the use
of parallel computing or some optimum techniques, which could be one direction of the
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future work. Testing and applying the ITC method to more complex problems using other
neutronics and thermal-hydraulics codes could be another direction of the future work.
The features of the ITC method are summarized below
• It has the potential to be applied to all neutronics and thermal-hydraulics codes with
some modification.
• It has the potential to be used to solve more complex problems compared to the
current tight coupling method.
• The neutronic computation needs to be carried out first to determine the energy-
group function.
• The number of unknowns is the same as that for the LC method.
• The data from the neutron cross section library can be used directly.
• The scheme converges to the same solution with different initial guesses.
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APPENDIX A
THE PERL PROGRAMMING LANGUAGE
The Perl programming language is a high-level and general-purpose progamming lan-
guage. Perl supports both procedural and object-oriented(OO) progamming. It not only
has built-in support for text processing, but also has a large collections of third-party mod-
ules. More information about Perl can be found at http : //www.perl.org/.
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APPENDIX B
ENERGY GROUP
upper energy limit (eV)> energy group number > lower energy limit (eV)
1.0000E+07 > 1 > 6.0655E+06
6.0655E+06 > 2 > 3.6790E+06
3.6790E+06 > 3 > 2.2310E+06
2.2310E+06 > 4 > 1.3530E+06
1.3530E+06> 5 > 8.2100E+05
8.2100E+05> 6 > 5.0000E+05
5.0000E+05> 7 > 3.0250E+05
3.0250E+05> 8 > 1.8300E+05
1.8300E+05> 9 > 1.1100E+05
1.1100E+05> 10 > 6.7340E+04
6.7340E+04> 11 > 4.0850E+04
4.0850E+04> 12 > 2.4780E+04
2.4780E+04> 13 > 1.5030E+04
1.5030E+04> 14 > 9.1180E+03
9.1180E+03> 15 > 5.5300E+03
5.5300E+03> 16 > 3.5191E+03
3.5191E+03> 17 > 2.2394E+03
2.2394E+03> 18 > 1.4251E+03
1.4251E+03> 19 > 9.0690E+02
9.0690E+02> 20 > 3.6726E+02
3.6726E+02> 21 > 1.4873E+02
1.4873E+02> 22 > 7.5501E+01
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7.5501E+01> 23 > 4.8052E+01
4.8052E+01> 24 > 2.7700E+01
2.7700E+01> 25 > 1.5968E+01
1.5968E+01> 26 > 9.8770E+00
9.8770E+00> 27 > 4.0000E+00
4.0000E+00> 28 > 3.3000E+00
3.3000E+00> 29 > 2.6000E+00
2.6000E+00> 30 > 2.1000E+00
2.1000E+00> 31 > 1.5000E+00
1.5000E+00> 32 > 1.3000E+00
1.3000E+00> 33 > 1.1500E+00
1.1500E+00> 34 > 1.1230E+00
1.1230E+00> 35 > 1.0970E+00
1.0970E+00> 36 > 1.0710E+00
1.0710E+00> 37 > 1.0450E+00
1.0450E+00> 38 > 1.0200E+00
1.0200E+00> 39 > 9.9600E-01
9.9600E-01> 40 > 9.7200E-01
9.7200E-01> 41 > 9.5000E-01
9.5000E-01> 42 > 9.1000E-01
9.1000E-01 > 43 > 8.5000E-01
8.5000E-01> 44 > 7.8000E-01
7.8000E-01> 45 > 6.2500E-01
6.2500E-01> 46 > 5.0000E-01
5.0000E-01> 47 > 4.0000E-01
4.0000E-01> 48 > 3.5000E-01
3.5000E-01> 49 > 3.2000E-01
3.2000E-01> 50 > 3.0000E-01
3.0000E-01> 51 > 2.8000E-01
2.8000E-01> 52 > 2.5000E-01
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2.5000E-01> 53 > 2.2000E-01
2.2000E-01> 54 > 1.8000E-01
1.8000E-01> 55 > 1.4000E-01
1.4000E-01> 56 > 1.0000E-01
1.0000E-01> 57 > 8.0000E-02
8.0000E-02> 58 > 6.7000E-02
6.7000E-02> 59 > 5.8000E-02
5.8000E-02> 60 > 5.0000E-02
5.0000E-02> 61 > 4.2000E-02
4.2000E-02> 62 > 3.5000E-02
3.5000E-02> 63 > 3.0000E-02
3.0000E-02> 64 > 2.5000E-02
2.5000E-02> 65 > 2.0000E-02
2.0000E-02> 66 > 1.5000E-02
1.5000E-02> 67 > 1.0000E-02
1.0000E-02> 68 > 5.0000E-03
5.0000E-03> 69 > 1.0000E-05
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APPENDIX C
THE PERL FILE FOR THE SYMMETRIC CASE
use strict;
use warnings;
use 5.010;
use Time::HiRes qw( time );
# this code is designed for running in OpenFOAMfolder/$folder
# change the value of $line to be the first line number from which
the moderator temperature is retrieved.
# change the value of $nmix to be the total number of elements.
# change the value of $hold to be the ratio of execution of DRAGON
# to that of OpenFOAM.
# change the value of $hold1 to be the frequency of print-out.
# this code is designed for the total length less than 2 cm.
my $recordfile = "cell190_n.txt";my $folder=’sym_OpenFOAM’;
my @array=( ’573.00’);
my $precision=1E-6;my $hold=200;my $hold1=200;my $nmix=190;
my $m=70;my $n=$nmix-$m-$m;my $length=0.42;my $dx1=$length/$m;
my $dx2=$length/$n;my $T_line=5902;my $pi=3.14159;my $limit=8;
my $itmp=0;my $line=0;my $iter=0;my $nd;my $nd2;my $modify;
my $tmp=0.0;my $computingTime=0.0;my $error=$precision+1.0;my $iteration=0;
my @array_t;my @arrayOld;my @numberarray;my @numberarrayOld;
my $runtime=0.0;my $char=’.’;
my $logfile="$OpenFOAMfolder/$folder/log.mySimpleFoam";
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my $T0file = "$OpenFOAMfolder/$folder/0/T";
my $inputfile = "cell_190.x2m";my $outputfile = "cell_190.x2m+";
open(my $record, ’>’, $recordfile) or die "Could not open file ’$recordfile’ $!";
open($modify, ’>’, $inputfile) or die "Could not open file ’$inputfile’ $!";
print $modify ’
LINKED_LIST
MOSTELA MOSTELC DISCR1 DISCR2 LIBRARY CP CALC OUT ;
SEQ_BINARY
TRKSPC ;
MODULE
LIB: GEO: JPMT: SYBILT: EXCELT: SHI: ASM: FLU: EDI:
DELETE: END: ;
*----
* Microscopic cross sections from file iaea format WIMSD4
*----
LINKED_LIST
MOSTELA MOSTELC DISCR1 DISCR2 LIBRARY CP CALC OUT ;
SEQ_BINARY
TRKSPC ;
MODULE
LIB: GEO: JPMT: SYBILT: EXCELT: SHI: ASM: FLU: EDI:
DELETE: END: ;
*----
* Microscopic cross sections from file iaea format WIMSD4
*----
LIBRARY := LIB: ::
* EDIT 1000’;
print $modify " \n NMIX $nmix CTRA WIMS \n";
print $modify " MIXS LIB: WIMSD4 FIL: iaea \n";
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for(my $i=1;$i<$m+1;$i++)
{
print $modify "MIX $i $array[0] \n";
$nd=(-3.638*1E17*$array[0]*$array[0]+3.43*1E20*$array[0]-5.29603*1E22)*1E-24;
my $nd2=2*$nd;
print $modify " H1H2O = ’3001’ $nd2 \n O16H2O = ’6016’ $nd\n";
}
for(my $i=$m+1;$i<$m+$n+1;$i++)
{
print $modify "MIX $i $array[0]\n";
print $modify "O16 = ’6016’ 4.61E-2\n";
print $modify "U235 = ’2235’ 1.5E-3 1 U238 = ’8238’ 2.9E-2 1 \n";
}
for(my $i=$m+$n+1;$i<$nmix+1;$i++)
{
print $modify "MIX $i $array[0] \n";
print $modify " H1H2O = ’3001’ $nd2 \n O16H2O = ’6016’ $nd\n";
}
print $modify " ; \n";
print $modify "MOSTELC := GEO: :: CAR1D $nmix \n";
print $modify " X- REFL X+ REFL\n";
print $modify "MESHX \n";
my $num=0;
for(my $i=0;$i<$m+1;$i++)
{ $tmp=$i*$dx1;
if ($tmp == 0)
{ print $modify "0.0 "; }
elsif ($tmp == 1)
{ print $modify "1.0 "; }
elsif ($tmp == 2)
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{ print $modify "2.0 "; }
else
{ print $modify "$tmp "; }
$num=$num+1;
if ($num > $limit)
{ print $modify "\n";
$num=0; }
}
for(my $i=1;$i<$n+1;$i++)
{ $tmp=$length+$i*$dx2;
if ($tmp == 1)
{ print $modify "1.0 ";}
elsif ($tmp == 2)
{ print $modify "2.0 ";}
else
{ print $modify "$tmp ";}
$num=$num+1;
if ($num > $limit)
{ print $modify "\n";
$num=0;}
}
for(my $i=1;$i<$m+1;$i++)
{ $tmp=$length*2+$i*$dx1;
if ($tmp == 1)
{ print $modify "1.0 ";}
elsif ($tmp == 2)
{ print $modify "2.0 ";}
else
{ print $modify "$tmp ";}
$num=$num+1;
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if ($num > $limit)
{ print $modify "\n";
$num=0;}
}
print $modify "\n MIX ";
$num=0;
for(my $i=1;$i<$nmix+1;$i++)
{ print $modify "$i ";
$num=$num+1;
if ($num > $limit)
{ print $modify "\n";
$num=0;}
}
print $modify "\n ; \n\n";
print $modify ’DISCR1 := SYBILT: MOSTELC ::
MAXR 4000 ;
CP := ASM: LIBRARY DISCR1 ::
SKIP ;
CALC := FLU: CP LIBRARY DISCR1 ::
TYPE K EXTE 20 ;
DISCR1 CP := DELETE: DISCR1 CP ;
END: ;
QUIT "LIST" .’;
close $modify;
# run DRAGON
system("./mydragon","$inputfile") == 0 or die "could not run ./mydragon: $?";
# get computing time
open my $output, ’<’, $outputfile or die "Can’t read ’$outputfile’ $!";
while( my $row = <$output>)
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{if ($row == 12345)
{
$runtime= substr(<$output>, 1,25);
$computingTime=$computingTime+$runtime;
}
}
# abort if DRAGON does not run successfully
open $output, ’<’, $outputfile or die "Can’t read ’$outputfile’ $!";
if (grep{/ABORT/} <$output>)
{ die "DRAGON ABORT\n"; }
# copy temperature data from output.x2m+
open $output, ’<’, $outputfile or die "Can’t read ’$outputfile’ $!";
while( my $row = <$output>)
{
if ($row == 123456789)
{
for (my $i=0;$i<$nmix;$i++)
{
$array[$i]= substr(<$output>, 1,25);
$numberarrayOld[$i]=substr($array[$i],7,20);
}
}
}
@arrayOld=@array;
$iteration=$iteration+1;
close $output;
print $record "temperature\n @array\n";
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while ($error > $precision)
{
my $indicate=$iteration%$hold;
if ($indicate == 0 || $iteration == 1)
{
system("./Allclean") == 0 or die "could not run Allclean: $?";
# upeate 0/T
open(my $T0, ’>’, $T0file) or die "Could not open file ’$T0file’ $!";
print $T0 "
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 2.1.1 |
| \\ / A nd | Web: www.OpenFOAM.org |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class volScalarField;
object T;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
dimensions [0 0 0 1 0 0 0];
internalField uniform 550.0;
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boundaryField
{
floor
{
type fixedValue;
value uniform 550.0;
}
ceiling
{
type fixedGradient;
gradient uniform 0;
}
leftWall
{
type fixedValue;
value uniform $numberarrayOld[$m-1] ;
}
rightWall
{
type zeroGradient;
}
frontAndBack
{
type empty;
}
}
// ************************************************************************* //";
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close $T0;
# run OpenFOAM
system("./Allrun") == 0 or die "could not run Allrun: $?";
# copy # of iteration
open(my $log, ’<’, $logfile) or die "Could not open file ’$logfile’ $!";
$itmp=0;
while(<$log>)
{ $itmp=$itmp+1; }
$line=$itmp-4;
close $log;
open $log, ’<’, $logfile or die "Could not open file ’$logfile’ $!";
while(<$log>)
{
if ($. == $line)
{ $iter=substr(<$log>, 29,5); }
}
my $OpenFOAMo="/home/uiuc/OpenFOAM/uiuc-2.1.0/$folder/$iter/T";
#copy temperature in moderator
open(my $OpenFOAM_o, ’<’, $OpenFOAMo) or die "Could not open file ’$OpenFOAMo’ $!";
while( my $row = <$OpenFOAM_o>)
{
if ($. == $T_line)
{for (my $i=0;$i<$m;$i++)
{$array_t[$i]= substr(<$OpenFOAM_o>, 0,25);
$tmp= index($array_t[$i],$char);
if ($tmp == -1)
{ $array_t[$i]=$array_t[$i]+0.001; }
}
}
}
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close $OpenFOAM_o;
}
# write a new input.x2m
open($modify, ’>’, $inputfile) or die "Could not open file ’$inputfile’ $!";
print $modify ’
LINKED_LIST
MOSTELA MOSTELC DISCR1 DISCR2 LIBRARY CP CALC OUT ;
SEQ_BINARY
TRKSPC ;
MODULE
LIB: GEO: JPMT: SYBILT: EXCELT: SHI: ASM: FLU: EDI:
DELETE: END: ;
*----
* Microscopic cross sections from file iaea format WIMSD4
*----
LINKED_LIST
MOSTELA MOSTELC DISCR1 DISCR2 LIBRARY CP CALC OUT ;
SEQ_BINARY
TRKSPC ;
MODULE
LIB: GEO: JPMT: SYBILT: EXCELT: SHI: ASM: FLU: EDI:
DELETE: END: ;
*----
* Microscopic cross sections from file iaea format WIMSD4
*----
LIBRARY := LIB: ::
* EDIT 1000’;
print $modify " \n NMIX $nmix CTRA WIMS \n";
print $modify " MIXS LIB: WIMSD4 FIL: iaea \n";
for(my $i=1;$i<$m+1;$i++)
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{print $modify "$arrayOld[$i-1] \n";
if ($i < 10)
{ $itmp=substr($arrayOld[$i-1], 7,25);}
else
{ $itmp=substr($arrayOld[$i-1], 8,25);}
$nd=(-3.638*1E17*$itmp*$itmp+3.43*1E20*$itmp-5.29603*1E22)*1E-24;
my $nd2=2*$nd;
print $modify " H1H2O = ’3001’ $nd2 \n O16H2O = ’6016’ $nd\n";
}
for(my $i=$m+1;$i<$m+$n+1;$i++)
{
print $modify "$arrayOld[$i-1]\n";
print $modify "O16 = ’6016’ 4.61E-2\n";
print $modify "U235 = ’2235’ 1.5E-3 1 U238 = ’8238’ 2.9E-2 1 \n";
}
for(my $i=$m+$n+1;$i<$nmix+1;$i++)
{
print $modify "$arrayOld[$i-1] \n";
$itmp=substr($arrayOld[$i-1], 9,25);
$nd=(-3.638*1E17*$itmp*$itmp+3.43*1E20*$itmp-5.29603*1E22)*1E-24;
my $nd2=2*$nd;
print $modify " H1H2O = ’3001’ $nd2 \n O16H2O = ’6016’ $nd\n";
}
print $modify " ; \n";
print $modify "MOSTELC := GEO: :: CAR1D $nmix \n";
print $modify " X- REFL X+ REFL\n";
print $modify "MESHX \n";
my $num=0;
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for(my $i=0;$i<$m+1;$i++)
{ $tmp=$i*$dx1;
if ($tmp == 0)
{ print $modify "0.0 ";}
elsif ($tmp == 1)
{ print $modify "1.0 ";}
elsif ($tmp == 2)
{ print $modify "2.0 ";}
else
{ print $modify "$tmp ";}
$num=$num+1;
if ($num > $limit)
{ print $modify "\n";
$num=0;
}
}
for(my $i=1;$i<$n+1;$i++)
{ $tmp=$length+$i*$dx2;
if ($tmp == 1)
{ print $modify "1.0 ";}
elsif ($tmp == 2)
{ print $modify "2.0 ";}
else
{ print $modify "$tmp ";}
$num=$num+1;
if ($num > $limit)
{ print $modify "\n";
$num=0;
}
}
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for(my $i=1;$i<$m+1;$i++)
{ $tmp=$length*2+$i*$dx1;
if ($tmp == 1)
{ print $modify "1.0 ";}
elsif ($tmp == 2)
{ print $modify "2.0 ";}
else
{ print $modify "$tmp ";}
$num=$num+1;
if ($num > $limit)
{ print $modify "\n";
$num=0;
}
}
print $modify "\n MIX ";
$num=0;
for(my $i=1;$i<$nmix+1;$i++)
{ print $modify "$i ";
$num=$num+1;
if ($num > $limit)
{ print $modify "\n";
$num=0;
}
}
print $modify "\n ; \n\n";
print $modify ’DISCR1 := SYBILT: MOSTELC ::
MAXR 4000 ;
CP := ASM: LIBRARY DISCR1 ::
SKIP ;
CALC := FLU: CP LIBRARY DISCR1 ::
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TYPE K EXTE 20 ;
DISCR1 CP := DELETE: DISCR1 CP ;
END: ;
QUIT "LIST" .’;
# run DRAGON
system("./mydragon","$inputfile") == 0 or die "could not run ./mydragon: $?";
# get computing time
open my $output, ’<’, $outputfile or die "Can’t read ’$outputfile’ $!";
while( my $row = <$output>)
{
if ($row == 12345)
{
$runtime= substr(<$output>, 1,25);
$computingTime=$computingTime+$runtime;
}
}
# abort if DRAGON does not run successfully
open $output, ’<’, $outputfile or die "Can’t read ’$outputfile’ $!";
if (grep{/ABORT/} <$output>)
{ die "DRAGON ABORT\n"; }
# copy temperature data from output.x2m+
open $output, ’<’, $outputfile or die "Can’t read ’$outputfile’ $!";
while( my $row = <$output>)
{
if ($row == 123456789)
{
for (my $i=0;$i<$nmix;$i++)
{ $array[$i]= substr(<$output>, 1,25); }
}
}
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$tmp=$iteration%$hold1;
if ($tmp == 0)
{
print $record "run time\n $runtime \n";
print $record "computing time\n $computingTime\n";
print $record "temperature\n @array\n";
print $record "completed iteration: $iteration\n";
}
# compare
$error=$precision;
for (my $i=0;$i<$nmix;$i++)
{
$numberarray[$i]=substr($array[$i], 7,20);
$numberarrayOld[$i]=substr($arrayOld[$i],7,20);
$tmp=abs($numberarray[$i]-$numberarrayOld[$i])/$numberarrayOld[$i];
if ($tmp > $error)
{ $error=$tmp;}
}
if ($error==$precision)
{
print $record "run time\n $runtime \n";
print $record "computing time\n $computingTime\n";
print $record "temperature\n @array\n";
print $record "completed iteration: $iteration\n";
}
else
{ @arrayOld=@array;}
$iteration=$iteration+1;
print $record "error= $error \n";
}
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close $record;
say ’done’;
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APPENDIX D
THE OPENFOAM FILES FOR THE SYMMETRIC
CASE
Three folders are required to run an OpenFOAM simulation:
• the 0 folder contains the initial condition and boundary conditions.
• the constant folder contains information on the geometry and constant coefficients
and setting.
• the system folder contains the instruction on solving the equations.
For the turbulence computation performed for this study, there are six files in the 0
folder: turbulent kinematic energy ( k) , dissipation rate ( ) , kinematic viscosity ( νt)
, kinematic pressure( p ), fluid velocity ( u ) and fluid temperature (T ). The file for the
turbulent kinematic energy displays below
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 2.1.1 |
| \\ / A nd | Web: www.OpenFOAM.org |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class volScalarField;
location "0";
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object k;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
dimensions [0 2 -2 0 0 0 0];
internalField uniform 4.52e-2;
boundaryField
{
floor
{
type fixedValue;
value uniform 4.52e-2;
}
ceiling
{
type zeroGradient;
}
leftWall
{
type kqRWallFunction;
value uniform 4.52e-2;
}
rightWall
{
type zeroGradient;
}
frontAndBack
{
type empty;
}
}
84
// ************************************************************************* //
The file for the dissipation rate displays below
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 2.1.1 |
| \\ / A nd | Web: www.OpenFOAM.org |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class volScalarField;
location "0";
object epsilon;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
dimensions [0 2 -3 0 0 0 0];
internalField uniform 1.34;
boundaryField
{
floor
{
type fixedValue;
value uniform 1.34;
}
ceiling
{
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type zeroGradient;
}
leftWall
{
type epsilonWallFunction;
value uniform 1.34;
}
rightWall
{
type zeroGradient;
}
frontAndBack
{
type empty;
}
}
// ************************************************************************* //
The file for the kinematic viscosity displays below
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 2.1.1 |
| \\ / A nd | Web: www.OpenFOAM.org |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
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format ascii;
class volScalarField;
location "0";
object nut;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
dimensions [0 2 -1 0 0 0 0];
internalField uniform 0;
boundaryField
{
floor
{
type calculated;
value uniform 0;
}
ceiling
{
type calculated;
value uniform 0;
}
leftWall
{
type nutkWallFunction;
value uniform 0;
}
rightWall
{
type zeroGradient;
}
frontAndBack
87
{type empty;
}
}
// ************************************************************************* //
The file for the kinematic pressure displays below
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 2.1.1 |
| \\ / A nd | Web: www.OpenFOAM.org |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class volScalarField;
location "0";
object p_rgh;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
dimensions [0 2 -2 0 0 0 0];
internalField uniform 21728.778;
boundaryField
{
floor
{
type fixedGradient;
gradient uniform -76.585;
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}ceiling
{
type fixedValue;
value uniform 21728.778;
}
leftWall
{
type zeroGradient;
}
rightWall
{
type zeroGradient;
}
frontAndBack
{
type empty;
}
}
// ************************************************************************* //
The file for the coolant velocity displays below
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 2.1.1 |
| \\ / A nd | Web: www.OpenFOAM.org |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
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version 2.0;
format ascii;
class volVectorField;
location "0";
object U;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
dimensions [0 1 -1 0 0 0 0];
internalField uniform (0 0.0 0);
boundaryField
{
floor
{
type fixedValue;
value uniform (0 6.0 0);
}
ceiling
{
type zeroGradient;
}
leftWall
{
type fixedValue;
value uniform (0 0 0);
}
rightWall
{
type zeroGradient;
}
90
frontAndBack
{
type empty;
}
}
// ************************************************************************* //
The file for the coolant temperature displays below
/*--------------------------------*- C++ -*----------------------------------*
| ========= | |
| \ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \ / O peration | Version: 2.1.1 |
| \ / A nd | Web: www.OpenFOAM.org |
| \/ M anipulation | |
*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class volScalarField;
object T;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
dimensions [0 0 0 1 0 0 0];
internalField uniform 550.0;
boundaryField
{
floor
{
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type fixedValue;
value uniform 550.0;
}
ceiling
{
type fixedGradient;
gradient uniform 10;
}
leftWall
{
type fixedValue;
value uniform 573.00 ;
}
rightWall
{
type zeroGradient;
}
frontAndBack
{
type empty;
}
}
// ************************************************************************* //
There are one folder and two files in the constant folder: the polymesh folder, and the files
named RASProperties and transportProperties. The main file in the polymesh folder is
called blockMeshDict, and it is displayed below
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 2.1.1 |
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| \\ / A nd | Web: www.OpenFOAM.org |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class dictionary;
object blockMeshDict;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
convertToMeters 0.0001;
vertices
(
(0 0 0 )
(42 0 0 )
(42 1260 0 )
(0 1260 0 )
(0 0 0.1)
(42 0 0.1)
(42 1260 0.1)
(0 1260 0.1)
);
blocks
(
hex (0 1 2 3 4 5 6 7) (84 105 1) simpleGrading (1 1 1)
);
edges
();
boundary
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(floor
{
type wall;
faces
(
(1 5 4 0)
);
}
ceiling
{
type wall;
faces
(
(3 7 6 2)
);
}
rightWall
{
type wall;
faces
(
(2 6 5 1)
);
}
leftWall
{
type wall;
faces
(
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(0 4 7 3)
);
}
frontAndBack
{
type empty;
faces
(
(0 3 2 1)
(4 5 6 7)
);
}
);
mergePatchPairs
(
);
// ************************************************************************* //
The RASProperties file contains
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 1.7.1 |
| \\ / A nd | Web: www.OpenFOAM.com |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class dictionary;
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location "constant";
object RASProperties;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
RASModel realizableKE;
turbulence on;
printCoeffs on;
// ************************************************************************* //
The transportProperties contains
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 1.7.1 |
| \\ / A nd | Web: www.OpenFOAM.com |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class dictionary;
location "constant";
object transportProperties;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
transportModel Newtonian;
// p 933 Kazimi
// ordinary water 340 C, 14.601 Mpa
// density 610.5 kg/m3, mu 7.043e-5
nu nu [ 0 2 -1 0 0 0 0 ] 1.15364e-07;
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DT DT [0 2 -1 0 0 0 0] 0.46851;
// ************************************************************************* //
For the system folder, there are three files: controDict, fvSolution and fvSchemes. The
controDict file contains
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 2.0.0 |
| \\ / A nd | Web: www.OpenFOAM.org |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class dictionary;
location "system";
object controlDict;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
application mySimpleFoam;
startFrom latestTime;
startTime 0;
stopAt endTime;
endTime 50000;
deltaT 1;
writeControl timeStep;
writeInterval 50000;
purgeWrite 0;
writeFormat ascii;
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writePrecision 6;
writeCompression uncompressed;
timeFormat general;
timePrecision 6;
runTimeModifiable yes;
// ************************************************************************* //
The fvSolution contains
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 2.0.0 |
| \\ / A nd | Web: www.OpenFOAM.org |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class dictionary;
location "system";
object fvSolution;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
solvers
{
p
{
solver PCG;
preconditioner
{
98
preconditioner GAMG;
smoother GaussSeidel;
nPreSweeps 0;
nPostSweeps 2;
nFinestSweeps 2;
scaleCorrection true;
directSolveCoarsest false;
cacheAgglomeration on;
nCellsInCoarsestLevel 50;
agglomerator faceAreaPair;
mergeLevels 3;
}
tolerance 1e-7;
relTol 0.1;
minIter 5;
maxIter 500;
}
U
{
solver smoothSolver;
smoother GaussSeidel;
tolerance 1e-6;
relTol 0.01;
nSweeps 3;
maxIter 100;
minIter 10;
}
T
{
solver smoothSolver;
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smoother GaussSeidel;
tolerance 1e-6;
relTol 0.01;
nSweeps 3;
maxIter 100;
minIter 10;
}
// added by hsingtzu
k
{
solver PBiCG;
preconditioner DILU;
tolerance 1e-05;
relTol 0.1;
}
epsilon
{
solver PBiCG;
preconditioner DILU;
tolerance 1e-05;
relTol 0.1;
}
R
{
solver PBiCG;
preconditioner DILU;
tolerance 1e-05;
relTol 0.1;
}
nuTilda
100
{solver PBiCG;
preconditioner DILU;
tolerance 1e-05;
relTol 0.1;
}
}
SIMPLE
{
nNonOrthogonalCorrectors 0;
residualControl
{
p 1e-3;
U 1e-3;
T 1e-3;
"(k|epsilon|omega)" 1e-3;
}
}
relaxationFactors
{
// p 0.3;
fields
{
p 0.3;
}
equations
{
U 0.7;
T 0.7;
// hsingtzu 030113
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k 0.7;
epsilon 0.7;
// R 0.7;
// nuTilda 0.7;
}
}
// ************************************************************************* //
The fvSchemes file contains
/*--------------------------------*- C++ -*----------------------------------*\
| ========= | |
| \\ / F ield | OpenFOAM: The Open Source CFD Toolbox |
| \\ / O peration | Version: 2.0.0 |
| \\ / A nd | Web: www.OpenFOAM.org |
| \\/ M anipulation | |
\*---------------------------------------------------------------------------*/
FoamFile
{
version 2.0;
format ascii;
class dictionary;
location "system";
object fvSchemes;
}
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //
ddtSchemes
{
default steadyState;
}
gradSchemes
{
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default Gauss linear;
grad(p) Gauss linear;
grad(U) Gauss linear;
}
divSchemes
{
default none;
div(phi,U) Gauss upwind;
div(phi,k) Gauss upwind;
div(phi,epsilon) Gauss upwind;
div(phi,R) Gauss upwind;
div(R) Gauss linear;
div(phi,nuTilda) Gauss upwind;
div((nuEff*dev(T(grad(U))))) Gauss linear;
div(phi,T) Gauss upwind;
}
laplacianSchemes
{
default none;
laplacian(nuEff,U) Gauss linear corrected;
laplacian((1|A(U)),p) Gauss linear corrected;
laplacian(DkEff,k) Gauss linear corrected;
laplacian(DepsilonEff,epsilon) Gauss linear corrected;
laplacian(DREff,R) Gauss linear corrected;
laplacian(DnuTildaEff,nuTilda) Gauss linear corrected;
laplacian(DT,T) Gauss linear corrected;
}
interpolationSchemes
{
default linear;
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interpolate(U) linear;
}
snGradSchemes
{
default corrected;
}
fluxRequired
{
default no;
p ;
}
// ************************************************************************* //
104
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