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Abstrakt: 
Práce zpracovává téma programování funkcí pohybu a konstrukci jednoduchého robota, 
návrh dvouvrstvých desek plošných spojů pro jeho realizaci a realizuje dálkové ovladání. 
Pohybové funkce byly vyzkoušeny pomocí testovací, ručně pájené, dvouvrstvé desky 
realizované na pájivém poli spojů a následně demonstrovány na prototypu. Pohyby samotné 
byly simulovány pomocí LED diod, zbylé součástky byly až na typ pouzdra shodné s 
návrhem plánované finální desky. Pomocí prototypu byl samotný pohyb již kompletně 
předveden. Za řídicí mikrokontroler byl vybrán pro desku robota i ovladače ATMEGA16, 
komunikace probíhá pomocí USART sběrnice těchto mikrokontrolerů. Programování bylo 
uskutečněno v prostředí CodeVision a AVR Studio, návrh desek plošných spojů v programu 
EAGLE. 
 
Abstract: 
Labor is handling of the programming movement functions and construction of the 
simple robot, a design of double-layer printed circuit boards for its implementation and 
realizes remote control. Motional functions were tested using the test, hand-soldered, double-
layer board implemented on soldery bay of joints and demonstrated on prototype. The 
movements themselves have been simulated using LEDs, the remaining parts were up to the 
type of casing the same with a planned final design of the board. Using the prototype we 
demonstrated complete exact movements. For the control microcontroller was chosen for the 
board of the robot and controller ATMEGA16, communication takes place through USART 
bus of this microcontrollers. Programming was carried out in CodeVision and AVR Studio, 
design of printed circuit boards in the EAGLE. 
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1 Úvod 
Cílem této práce je vytvoření kompletního programového vybavení mikrokontrolerů pro 
ovladač a jednoduchého robota, včetně přehledných a pochopitelných funkcí pohybu. Práce 
dále zpracovává sestrojení testovací desky pro simulování pohybů pomocí LED diod, 
prototypu schopného již všech typů pohybů a konstrukci a realizaci samotného výrobku. Dále 
bylo zahrnuto vytvoření návrhů dvouvrstvých desek plošných spojů pro robota a ovladač pro 
budoucí SMD verze. 
Finálním výrobkem je šestinohý robot ne nepodobný pavouku, který je schopen 
pohybovat se všemi směry po rovině, překonávat mírný náklon a lehké překážky. Robot je 
ovládán pomocí detašovaného ovladače, komunikace probíhá pomocí USART sběrnice 
mikrokontrolerů po čtyřlinkovém kabelu. 
Hlavním výstupem programovací části práce jsou funkce pro celkový pohyb dopředu, 
dozadu a otáčení doprava a doleva. Další nezbytnou částí je zbylé programové vybavení 
umožňující např. komunikaci mezi mikrokontrolery nebo snímání stavu tlačítek ovladače. 
Vytváření programu probíhalo v softwaru CodeVision, samotné programování 
mikrokontrolerů poté v AVR Studiu. 
 Funkce pohybů byly vyzkoušeny pomocí světelných signálů LED diod na testovací, 
ručně pájené, dvouvrstvé desce, což nám přiblížilo a reálně demonstrovalo sekvence 
jednotlivých pohybů. Testovací deska samotná byla realizována na pájivém poli spojů. 
Podobné realizaci podléhá i prototyp, který je již schopen všechny typy pohybu reálně 
uskutečnit, avšak v omezené míře. Pro testovací desku byly zvoleny součástky z původního, 
později opuštěného návrhu, nejsou tedy zcela shodné s výsledným výrobkem, pro 
demonstraci pohybů však plně adekvátní. Pro prototyp pak již byly vybrány funkčně shodné 
součástky jako má finální výrobek, spoje byly realizovány tenkými pájecími drátky.  
Druhá část předkládané práce nám přináší návrhy dvouvrstvých desek plošných spojů pro 
budoucí realizaci elektronické části výrobku pomocí SMD součástek.. Návrhy desek robota i 
ovladače obsahují mikrokontroler ATMEGA16, u robota pro řízení pohybů servomotorů, u 
ovladače pro snímání stavu tlačítek.. Obě desky počítají s osazením radiovými modemy XTR-
869 pro budoucí vzájemnou bezdrátovou komunikaci. Návrhy desek byly vytvořeny 
softwarem EAGLE. 
Poslední část přibližuje konstrukci a samotnou výrobu robota i ovladače a představuje 
nám finální stav. Pro konstrukci těla robota bylo využito lehkého hliníku pro maximální 
snížení hmotnosti, elektronika je umístěna ve spodní části, není tudíž na očích a neruší pohled 
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na výsledný výrobek. Je použito dvanáct shodných modelářských servomotorů HXT900, 
které díky svým minimálním rozměrům a váze a díky značnému krouticímu momentu byly 
ideálním řešením. Jako zdroj elektrické energie slouží čtveřice akumulátorů rozměru AA. 
Prvky ovladače spolu s akumulátory jsou umístěny v plastovém obalu určeném pro držení v 
ruce při používání robota.  
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2 Vypracování zadaného úkolu 
2.1 Průzkum trhu - poohlédnutí po konkurenci 
2.1.1 Nejlepší kusy 
Za špičku mezi robotickými pavouky dozajista může být považována firma 
MicromagicSystems. Hexapodi této firmy poměrně věrně napodobují pavouky a navíc mají 
šest noh, stejně jako robot popisovaný v předkládané práci. Těchto Hexapodů produkuje firma 
celou řadu, jak pouze dálkově řízené, tak se základy umělé inteligence. Zvládají náročné 
pohyby pomocí mnohakloubých noh, drží a vyrovnávají rovnováhu a jisté verze jsou schopny 
rozpoznávat a reagovat na okolní prostředí pomoci CCD kamery. 
Jako ukázku na obrázku 2.1.1 uvádíme robota "ic Hexapod" jehož fotografie jsou k 
dispozici na webu MicromagicSystems. 
 
Obr. 2.1.1: Ic Hexapod 
 
2.1.2 Střední třída 
Za střední třídu jsme se rozhodli po střídmé úvaze považovat vše, co není jen prostou 
skládačkou zakoupenou s jasným výhledem jak bude robot vypadat a co bude umět, ale 
projekt, který se během svého vývoje musel pozměňovat, přizpůsobovat nebo i zcela měnit, 
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nese tedy tvůrčí rysy jeho stvořitele. Dalším faktorem byl vlastnoručně vytvořený program a v 
neposlední řadě složitost a schopnosti robota samotného. 
Zástupce tohoto segmentu jsme tentokrát hledali mezi čistě tuzemskými projekty. Ty jsou 
nám blíž jak polohově, tak i jejich tvůrci pochází převážně z řad studentů vysokých škol a 
proto kvalitativní srovnání zde bude více nasnadě.  
S laskavým svolením pana Martina Dlouhého zde uvádím dva jeho roboty. Ferda a 
Fatima byli zkonstruováni pro soutěž Eurobot 2005, konrétně pro kuželkové klání, které 
spočívá v obraně vlastních a boření soupeřových kuželek. Konstrukce je řešena pomocí 
stavebnice Merkur, ovládacími mikrokontrolery jsou integrované obvody ATMEGA8. Na 
rozdíl od našeho robota mají zabudovaná infračervená čidla pro jednoduché určení polohy 
(tmavý objekt = příkop, světlý objekt = hraniční čára) a Ferda měl navíc čidlo detekující 
přední náraz. Byly tedy schopni rozpoznávat vymezený prostor. Na druhou stranu používali 
výrazně jednodušší způsob pohybu, a to kola (Ferda) nebo pásy (Fatima) vždy s jedním 
hnacím a jedním řídicím servomotorem. 
Na následujících obrázcích 2.1.2, 2.1.3 a 2.1.4 je možno si oba roboty prohlédnout. 
 
Obr. 2.1.2: Robot Ferda 
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Obr. 2.1.3: Roboti Ferda a Fatima 
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Obr. 2.1.4: Robot Fatima 
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2.2 Programování pohybových funkcí 
2.2.1 Výběr softwaru 
Pro vytvoření programu samotného byl požit software CodeVision Evaluation V2.03.8a, 
který umožňuje psát programový kód v jazyce C. Pro vlastní programování potom program 
AVR Studio 4, který zpracovává kód napsaný napřiklad v jazyce C a automaticky jej převádí 
do formátu pro mikrokontroler. Freeware verze obou programů jsou pro studijní, nekomerční 
účely k dispozici zdarma. 
2.2.2 Základní nastavení 
Před vlastním programováním jsme pomocí aplikace CodeWizardAVR nastavili 
vlastnosti mikrokontrolerů robota a ovladače. Konkrétní podobu nastavení ukazují obrázky 
2.2.1 až 2.2.5. Vybrali jsme mikrokontroler ATMEGA16 a nastavili pracovní frekvenci na 
1Mhz. 
 
Obr. 2.2.1: Nastavení mikrokontroleru - výběr typu a frekvence 
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U robota jsme nastavili prvních šest pinů portů A a B, kam jsou zapojeny servomotory, 
jako výstupních. Zbylé piny a piny portů C a D jsme ponechali v předdefinované hodnotě, 
tedy jako vstupní. 
 
Obr. 2.2.2: Nastavení mikrokontroleru - porty robota A a B 
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Funkcí ovladače je snímání stavu tlačítek, proto mohlo zůstat nastavení všech jeho portů 
v základním stavu, tedy všechny piny vstupní. Uvádíme pouze port A jako příklad, nastavení 
zbylých portů se nijak neliší.  
 
Obr. 2.2.3: Nastavení mikrokontroleru - porty ovladače 
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Nastavení sériové USART sběrnice bylo u obou mikrokontrolerů shodné. Aktivovali 
jsme přijímač a vysílač, rychlost přenosu jsme nastavili na 9600 kbps x2 a zvolili jsme způsob 
komunikace, kdy je přenášeno osm bitů s daty a jeden ukončovací bez kontroly parity v 
asynchronním módu. Přerušení vyvolané přijmutím packetu, využívané v těle programu, jsme 
zde neaktivovali, studijní odlehčená verze programu CodeVision toto neumožňovala. 
Samotnou syntaxi přerušení jsme napsali ručně přímo do kódu programu. 
 
Obr. 2.2.4: Nastavení mikrokontroleru - USART sběrnice 
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Mikrokontroleru robota jsme ještě aktivovali čítač Timer 1, který je využit pro periodické 
posílání dat při komunikaci. Jeho rychlost jsme nastavili na 125 kHz a zadali jsme mód, kdy 
se vyvolá přerušení vždy, když čítač dospěje k hodnotě uložené v proměnné A. Tu jsme 
nastavili na hexadecimální číslo 9C4, což je dekadicky 2500. Přerušení by se tedy mělo 
vyvolat každých 20 ms. 
 
Obr. 2.2.5: Nastavení mikrokontroleru - čítač Timer 1 
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2.2.3 Vývojový diagram programu 
Pro větší přehlednost a lepší představu o funkci programu uvádíme na obrázku 2.2.6 jeho 
vývojový diagram. Tento diagram nepřibližuje větvení programu nýbrž popisuje posloupnost 
vykonávaných příkazů z vnějšího pohledu. 
 
Obr. 2.2.6: Vývojový diagram programu pohybových funkcí 
 
2.2.4 Vlastní program 
Předchozí základní nastavení jsme shrnuli do funkce settings(), dále je třeba učinit řadu 
kroků. Adresování jednotlivých pinů daných portů místo celých portů samotných používáme 
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pro zpřehlednění vykonávaných příkazů nebo v případě, že část portu je již nějak nastavena a 
je žádoucí toto nastavení ponechat. 
Zahrnutí knihoven 
Pro námi vytvořený program je stěžejní zahrnout všechny potřebné knihovny. Ty 
obsahují sady instrukcí a případně funkcí, které budeme využívat: 
#include <mega16.h> 
#include <delay.h> 
Knihovna mega16.h obsahuje instrukce pro překlad kódu jazyka C do assemblerovského 
kódu pro mikrokontroler ATMEGA16, knihovna delay.h potom neocenitelnou sadu funkcí, 
které jednoduchým příkazem zajistí, aby po jejich zavolání mikrokontroler čekal po 
stanovenou dobu než provede další příkaz. Pro nás nejdůležitějšími funkcemi k dispozici jsou 
funkce delay_ms(x) pro dobu čekání v milisekundách a funkce delay_us(x) pro dobu čekání v 
mikrosekundách. Funkce pro pozdržení programu byly navrženy pro kmitočet 
mikrokontroleru 8 Mhz, pro čekání po přesně stanovenou dobu je tedy třeba požadovaný 
časový interval před nastavením do funkce vydělit osmi. 
Definování proměnných 
Nadefinovali jsme si sadu proměnných, které budeme v běhu programu potřebovat. 
Snažíme se šetřit pamět mikrokontroleru, proto, kde je to možné volíme typ proměnných 
unsigned char. 
//promenna pro cykly 
unsigned char i; 
 
//promenna pro urceni stavu robota 
unsigned char stav=0b00000000; 
 
//promenne pro komunikaci a predani stavu tlacitek k vykonani daneho pohybu 
unsigned char r=0;,test[4],prikaz,ready=0,prijem_ok=0; 
Proměnnou pro cykly i používáme jako inkrementující počitadlo v cyklech for při 
nastavování servomotorů do daných poloh. Proměnná stav slouží k jednoznačnému určení 
aktuálních pozic servomotorů, základní poloha má označení stavu 0, situace po pohybu 
dopředu (po přípravě i po cyklu) má označení 1, po pohybu dozadu 2, doprava 4, doleva 8. 
Proměnná r slouží jako počitadlo pro pole test a určuje se kterou buňkou se aktuálně pracuje, 
prikaz přenáší stav tlačítek ovladače do vyhodnocovací části programu robota, ready nabývá 
hodnot 0 či 1 a určuje, zda program odbočí do větve kde se vykonávají pohyby a podobně 
proměnná prijem_ok slouží pro zastavení vysílání žádostí o stav tlačítek ze strany robota v 
případě, že již tato informace byla přijata. 
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Prototypy použitých funkcí 
Je vhodné překladači programu hned ze začátku sdělit, s jakými funkcemi budeme 
pracovat. V momentě, kdy překladač narazí na prototyp funkce, vyhledá si její celé znění v 
těle programu a dále jej již má v paměti.  
void settings(void); 
void srovnana_poloha(void); 
void vsechny_nohy_dolu(void); 
void zakladni_poloha(void); 
 
void pohyb_dopredu_priprava(void); 
void pohyb_dopredu_cyklus(void); 
void pohyb_dozadu_priprava(void); 
void pohyb_dozadu_cyklus(void); 
void pohyb_doprava_priprava(void); 
void pohyb_doprava_cyklus(void); 
void pohyb_doleva_priprava(void); 
void pohyb_doleva_cyklus(void); 
 
void usart_transmit(void); 
Zamezíme tak situaci, kdy by překladač postupoval shora a např. v první funkci by byl 
odkaz na funkci pátou, která by tou dobou byla pro překladač neznámá a výsledkem by byla 
syntaktická chyba. 
Funkce settings() 
Takto námi označená funkce obsahuje nastavení mikrokontroleru, které jsme provedli 
pomocí  CodeWizardAVR před samotným programováním. Její obsah je možno si 
prohlédnout v příloze, kde je zahrnuto celé znění programu. 
Funkce srovnana_poloha() 
Uvozuje první pohyb, který robot po svém zapnutí provede. 
void srovnana_poloha(void) 
{ 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
PORTA=0b00111111; 
 
delay_us(195); 
 
PORTB=0; 
PORTA=0; 
 
delay_us(2000); 
} 
} 
Pomocí pulzního řízení nastaví všech dvanáct servomotorů do svých středních poloh. 
Tento typ řízení je použit u všech funkcí pohybu a spočívá ve vyslání jedničkového pulzu 
dané délky elektronice servomotoru. Podle délky pulzu je vyhodnocena výsledná poloha. Zde 
po vynásobení osmi je časový interval, po který jsou hodnoty posílané do servomotorů v 
úrovni logické jedničky, roven cca 1,5 ms, což odpovídá střední poloze. 
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Obdobně funkce vsechny_nohy_dolu() slouží k nastavení střední polohy šesti 
servomotorů. které se starají o vertikální pohyb noh robota, výsledkem je položení všech noh 
na zem. 
Fuknce zakladni_poloha() 
Základní poloha je polohou, do které se robot nastaví po zapnutí bez ohledu na stav 
tlačítek na ovladači. Také se do ní vrátí po provedení pohybu v případě, že již není další 
pohyb vyžadován. Za tuto polohu jsme zvolili polohu předních noh vpředu, středních 
uprostřed a zadních vzadu. Vzhledem k faktu, že funkce pohybu jsou koncipovány tak, aby 
spolehlivě fungovaly z jakékoli polohy, je výběr základní polohy čistě libovolný, volili jsme 
tuto pro její estetické vlastnosti. 
void zakladni_poloha(void) 
{ 
vsechny_nohy_dolu(); 
 
//noha 0 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.0=0; 
 
delay_us(2000); 
} 
 
//noha 0 dopredu, noha 5 dozadu 
for (i=0;i<30;i++) 
{ 
PORTB.0=1; 
PORTB.5=1; 
 
delay_us(150); 
 
PORTB.0=0; 
PORTB.5=0; 
 
delay_us(2000); 
} 
 
//noha 0 a 5 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.5=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.5=0; 
 
delay_us(2000); 
} 
 
//noha 2 a 3 nahoru 
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for (i=0;i<30;i++) 
{ 
PORTA.2=1; 
PORTA.3=1; 
 
delay_us(70); 
 
PORTA.3=0; 
 
delay_us(250); 
 
PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 2 dozadu, noha 3 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB.2=1; 
PORTB.3=1; 
 
delay_us(240); 
 
PORTB.2=0; 
PORTB.3=0; 
 
delay_us(2000); 
} 
 
//noha 2 a 3 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.2=1; 
PORTA.3=1; 
 
delay_us(195); 
 
PORTA.2=0; 
PORTA.3=0; 
 
delay_us(2000); 
} 
 
//noha 1 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
//noha 1 a 4 na stred 
for (i=0;i<30;i++) 
{ 
PORTB.1=1; 
PORTB.4=1; 
 
delay_us(195); 
 
PORTB.1=0; 
PORTB.4=0; 
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delay_us(2000); 
} 
 
//noha 1 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.1=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
stav=0; 
} 
Jak je vidět z této funkce, v případě programování vlastních pohybů se již délka kódu 
výrazně natáhla, proto jsme ocenili vlastnost softwaru CodeVision, který nám umožňil 
vybrané části kódu sbalit a rozbalit kdy byly třeba. 
Vlastní funkce pohybů 
Pohyb daným směrem se vždy skládá ze dvou částí - přípravy a cyklu. Příprava je 
nejjednodušší přednastavení noh do polohy, kdy je možné již opakovat stejnou sekvenci 
pohybů pro kontinuální celkový pohyb daným směrem. Touto sekvencí je právě druhá část 
funkce pohybu, tedy cyklus. Jak příprava, tak cyklus jsou definovány zvlášť ve formě funkcí. 
Vzhledem k rozsahu kódu uvádíme pouze výpis funkce pro pohyb dopředu. 
void pohyb_dopredu_priprava(void) 
{ 
//priprava na cyklicky pohyb 
 
//noha 0, 2 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.0=0; 
PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB.0=1; 
PORTB.2=1; 
PORTB.4=1; 
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delay_us(150); 
 
PORTB.0=0; 
PORTB.2=0; 
 
delay_us(90); 
 
PORTB.4=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.2=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 dozadu 
for (i=0;i<30;i++) 
{ 
PORTB.1=1; 
PORTB.3=1; 
PORTB.5=1; 
 
delay_us(150); 
 
PORTB.3=0; 
PORTB.5=0; 
 
delay_us(90); 
 
PORTB.1=0; 
 
delay_us(2000); 
} 
 
stav=1; 
} 
 
 
void pohyb_dopredu_cyklus(void) 
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{ 
//cyklicky pohyb 
 
//noha 0, 2 a 4 dozadu, noha 1, 3 a 5 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
 
delay_us(150); 
 
PORTB.1=0; 
PORTB.4=0; 
 
delay_us(90); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.3=0; 
PORTB.5=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(195); 
 
PORTA.1=0; 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.0=0; 
PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dopredu, noha 1, 3 a 5 dozadu 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
 
delay_us(150); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.3=0; 
PORTB.5=0; 
     
delay_us(90); 
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PORTB.1=0; 
PORTB.4=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.2=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
stav=1; 
} 
Zbylé funkce je možné najít v kompletním výpisu programu, který je součástí přílohy. 
Vlastní vyhodnocení, kterou funkci provést, zda přípravu, cyklus či např. přechod do 
základní polohy, probíhá ve vyhodnocovací části programu, ve funkci main().  
Přerušení po příjmu dat po USART sběrnici 
Pro práci se sériovou linkou jsme zvolili přístup, kdy vždy po přijetí celého packetu dat 
běh programu skočí do přerušení. 
interrupt [USART_RXC] void usart_rx(void) 
{ 
    test[r]=UDR; 
    r++; 
     
    if(r==2) 
    { 
       r=0;        
       if(test[0]==0xAA) 
       { 
          ready=1; 
          prikaz=test[1]; 
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          prijem_ok=1; 
       } 
    } 
} 
Poté co je přijat první kompletní packet dat, program jej v tomto přerušení uloží do pole 
test na pozici 0, druhý packet dat potom na pozici 1. Následuje testování, zda první packet 
obsahuje hexadecimální číslo 0xAA, což je kontrolní číslo vysílané před samotným údajem o 
stavu tlačítek ovladače. V případě že číslo odpovídá, nastaví se proměnná ready do jedničky a 
po navrácení do funkce main() program skočí do větve pro vykonávání pohybů. Informace o 
tom, který pohyb je vyžadován je předána z druhé pozice v poli test do proměnné prikaz. 
Počitadlo r se vynuluje a celá sekvence je připravena pro další příjem. 
Přerušení po dosažení zadané hodnoty čítače 
Jakmile čítač Timer 1 dosáhne zadané hexadecimální hodnoty 9C4 (dekadicky 2500), 
vyvolá se toto přerušení. 
// Timer 1 output compare A interrupt service routine 
interrupt [TIM1_COMPA] void timer1_compa_isr(void) 
{   
if(prijem_ok!=1) 
{ 
    usart_transmit();   
}         
} 
 
 
void usart_transmit(void) 
{       
    while(UCSRA.5!=1); 
    UDR=0xAA; 
} 
Nejdříve se zkontroluje, zda již příjem uspěšně neproběhl, tedy, zda neni proměnná 
prijem_ok nastavena do jedničky. V případě že ne, zavolá se funkce usart_transmit(). Ta 
počká na vyprázdnění bufferu USART sběrnice a poté pošle ovladači kontrolní hexadecimální 
číslo 0xAA. Ovladač po přijetí tohoto čísla zjistí stav tlačítek a pošle jej zpět robotovi. 
Základní vyhodnocovací smyčka robota 
Tento kód je umístěn v hlavní funkci programu main() v nekonečné smyčce while(1). 
Předchází mu implementace nastavení z funkce settings(), uvedení robota do srovnané a 
následně základní polohy a obecné povolení přerušení příkazem #asm("sei"). 
void main(void) 
{ 
settings(); 
srovnana_poloha(); 
zakladni_poloha(); 
               
// Global enable interrupts 
#asm("sei") 
 
while (1) 
      {     
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       if(ready==1) 
         { 
         ready=0; 
         switch(prikaz) 
           { 
             case 1:switch(stav) 
                    { 
                    case 0: pohyb_dopredu_priprava(); 
                            pohyb_dopredu_cyklus();  
                            break; 
                    case 1: pohyb_dopredu_cyklus();  
                            break; 
                    default:vsechny_nohy_dolu(); 
                            pohyb_dopredu_priprava(); 
                            pohyb_dopredu_cyklus();  
                            break;  
                    } 
                    break; 
                     
             case 2:switch(stav) 
                    { 
                    case 0: pohyb_dozadu_priprava(); 
                            pohyb_dozadu_cyklus();  
                            break; 
                    case 2: pohyb_dozadu_cyklus();  
                            break; 
                    default:vsechny_nohy_dolu(); 
                            pohyb_dozadu_priprava(); 
                            pohyb_dozadu_cyklus();  
                            break;  
                    } 
                    break; 
                     
             case 4:switch(stav) 
                    { 
                    case 0: pohyb_doprava_priprava(); 
                            pohyb_doprava_cyklus();  
                            break; 
                    case 4: pohyb_doprava_cyklus();  
                            break; 
                    default:vsechny_nohy_dolu(); 
                            pohyb_doprava_priprava(); 
                            pohyb_doprava_cyklus();  
                            break;  
                    } 
                    break; 
                     
             case 8:switch(stav) 
                    { 
                    case 0: pohyb_doleva_priprava(); 
                            pohyb_doleva_cyklus();  
                            break; 
                    case 8: pohyb_doleva_cyklus();  
                            break; 
                    default:vsechny_nohy_dolu(); 
                            pohyb_doleva_priprava(); 
                            pohyb_doleva_cyklus();  
                            break;  
                    } 
                    break;              
           } 
         prijem_ok=0; 
         } 
          
         TCCR1B=0x0A;   //zapnuti Timeru 1    
         UCSRB=0x98;    //zapnuti USARTu      
          
         delay_ms(5); 
          
         TCCR1B=0x08;   //vypnuti Timeru 1    
         UCSRB=0x00;    //vypnuti USARTu 
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         if(stav!=0 && ready==0) 
         { 
         zakladni_poloha(); 
         }   
      }; 
} 
Nejdříve je zkontrolováno, zda robot již přijal nějaké instrukce z ovladače, v případě že 
ne, skočí program až do části, kde se zapíná čítač Timer 1 a USART. Následuje cca 40ms 
pauza, během které robot pošle žádost o stav tlačítek ovladače a je-li požadováno nějaký 
pohyb vykonávat, pak tuto informaci také přijme (hodnota proměnné ready se nastaví do 
jedničky a informace o požadovaném pohybu se uloží do proměnné prikaz). Poté se jak čítač, 
tak USART opět vypnou.  
Nyní při dalším opakování smyčky, je již vyhodnoceno, že se budou vykonávat pohyby a 
program skočí do příslušné větve. Nejdříve se vynuluje proměnná ready, poté se analyzuje 
obsah proměnné prikaz. Je-li obsahem číslo 1 přejde se na provádění pohybu dopředu, je-li 
obsahem číslo 2, pak na pohyb dozadu, při čísle 4 na pohyb doprava a při čísle 8 doleva. Nyní 
se přejde k vyhodnocení v jakém stavu se aktuálně nohy robota nachází, vyhodnocuje se 
proměnná stav. Je-li rovna 0, robot se nachází v základní poloze a přejde se na funkci 
přípravy na daný pohyb a poté na jeden cyklus daného pohybu. Je-li hodnota rovna číslu 
odpovídajícímu danému pohybu, robot je ve stavu, kdy je připraven provést cyklus onoho 
pohybu, provede se tedy přímo jeden cyklus tohoto pohybu. V jakémkoli jiném případě se 
první provede zavolání funkce pro položení všech noh na zem a dále se postupuje jako v 
případě že je robot v základní poloze. 
Před opuštěním větve určené pro pohyb se ještě vynuluje proměnná prijem_ok aby se při 
dalším volání funkce usart_transmit() opět poslala žádost o stav tlačítek ovladače. Na konci 
každé smyčky se vyhodnotí, zda je aktuálně požadován nějaký pohyb. V případě že ne a robot 
není v základní poloze, nastaví se do ní. 
Základní vyhodnocovací smyčka ovladače 
Uvedeme pouze hlavní část programového vybavení ovladače, tedy funkci main(). Zbylé 
funkce jsou obdobné jako u robota, konkrétně funkce zajišťující přerušení po příjmu dat po 
USART sběrnici nebo funkce usart_transmit(). Jejich plný kód je možné najít v příloze v 
kompletním výpisu programu. 
void main(void) 
{ 
 settings(); 
 PORTB=0b11111111; 
  
while (1) 
     { 
      if(ready==1) 
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      {    
       ready=0;   
       tlacitko=PINB | 0b11110000;  
       switch (tlacitko) 
       { 
        case 0b11111110: usart_data=1; break; 
        case 0b11111101: usart_data=2; break; 
        case 0b11111011: usart_data=4; break; 
        case 0b11110111: usart_data=8; break; 
        default: usart_data=0; break;   
       } 
        
       if(usart_data!=0) 
       {            
        usart_transmit(usart_data); 
       }    
      } 
     } 
} 
Po zapnutí se i zde nejdříve implementuje nastavení mikrokontroleru shrnuté ve funkci 
settings(). Následně se celý port B nastaví na logické jedničky a to i přesto, že jsme jej v 
nastavování mikrokontroleru označili jako plně vstupní. Tímto nastavením docílíme stavu, 
kdy na celém portu B jsou implicitně logické jedničky, avšak v případě, že na některý z jeho 
pinů fyzicky přivedeme zem (tedy logickou nulu), ztrátový proud po tuto dobu je minimální. 
Přivedení země realizujeme stiskem daného tlačítka. Po odpojení od země se daný pin ihned 
vrátí na hodnotu logické jedničky.  
V nekonečné smyčce while dále testujeme, zda robot poslal kontrolní číslo, které 
signalizuje, že je připraven přijímat data obsahující stav tlačítek. Kontrolním číslem je opět 
hexadecimální 0xAA. Za předpokladu že ano, zamaskujeme pro jistotu nepoužívané piny 
portu B jedničkami a vyhodnocujeme stav proměnné tlačítko, do které jsme načetli stav portu 
B. V případě, že je zem přivedena na nultý pin portu B, předáme k poslání číslo 1, což 
odpovídá instrukci pro pohyb dopředu, je-li přivedena nula na pin 1, předáme číslo 2, pokud 
na pin 2, pak číslo 4 a v případě, že je zem přivedena na poslední snímaný pin portu B, tedy 
pin 3, předáme k poslání číslo 8. V jakémkoli jiném případě se předává číslo 0. V posledním 
cyklu odešleme předávané číslo funkci usart_transmit(), která zajistí jeho poslaní robotovi. 
Odešle se pouze nenulová hodnota. 
Poznámky 
Zde bychom nastínili doplňujicí informace, na které zatím nepřišla řada. 
Je důležité si uvědomit rozdíl mezi výslednými pohyby dopředu a dozadu vůči pohybům 
doprava a doleva. Při předozadním pohybu robot opravdu překonává nějakou vzdálenost, 
zatímco při pravolevém pohybu se točí na místě. 
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Pro vyhodnocení jaký pohyb se bude vykonávat jsme zvolili exaktní načítání stavu 
tlačítek, proto v případě zmáčknutí více tlačítek najednou nebude robot vykonávat žádný 
pohyb.  
Kompletní program robota i ovladače je možno si prohlédnou v příloze. Stejně tak je k 
dispozici krokovaný nákres samotných pohybů vytvořený Open Source programem QCAD. 
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2.3 Testovací deska 
2.3.1 Motivace k testování 
Pro kontrolu správnosti funkcí a návrhu vůbec bylo třeba vytvořit testovací desku, která 
by dostatečně obstojně referovala o probíhajících procesech. Bylo potřeba relativně 
jednoduchým způsobem zobrazovat pohyby, které ve finálním výrobku budou servomotory. 
Po krátké úvaze jsme se rozhodli, pro realizaci celého návrhu na pájivém poli spojů. Použili 
jsme shodný mikrokontroler, avšak deska navíc obsahuje expandéry, které jsou pozůstatkem 
prvotního, později opuštěného návrhu. Princip pohybů však zůstává i v aktuálním projektu 
stejný, proto nám deska mohla poskytnout dobře referujicí nástroj pro představu o pohybech 
samotných. Místo servomotorů jsme pro zobrazení dějů použili LED diody s předřadnými 
odpory. Vybrali jsme LED diody různých barev pro zpřehlednění zobrazování - zelené pro 
pohyb noh dopředu a dozadu, červené pro pohyb nahoru a dolů. Diody zbylých barev nejsou 
pro pozorování pohybů důležité.  
Na obrázcích 2.3.1, 2.3.2 a 2.3.3 uvádíme náhledy na jednotlivé verze testovací desky. 
 
Obr. 2.3.1: Testovací deska verze 1 
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Obr. 2.3.2: Testovací deska verze 3 - pohled shora 
 
 
Obr. 2.3.3: Testovací deska verze 3 - pohled zespodu 
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Pro přehlednost doplníme obrázkem 2.3.4 schéma zapojení této desky vytvořené v 
programu EAGLE. 
 
Obr. 2.3.4: Schéma zapojení testovací desky 
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A obrázkem 2.3.5 detail zapojení jednoho bloku odpovídajícího jedné noze robota. 
 
Obr. 2.3.5: Detail zapojení testovací desky 
 
2.3.2 Otestování testovací desky 
Před samotným využitím jako demonstračního prostředku, bylo nutné otestovat desku 
samotnou. Toto vedlo k řadě problémů a nečekaných potíží až jsme se rozhodli desku přepájet 
a vytvořit testovací desku verze 2. Ani tato úprava nevedla k dostatečné spolehlivosti, proto 
jsme nahradili spojovací drátky tlustšími, vyměnili jsme nespolehlivý konektor, integrované 
obvody jsme napevno připájeli do patic a dodělali pár kosmetických úprav až vznikla 
testovací deska verze 3, která již plně odpovídala žádaným vlastnostem. 
Testování probíhalo pomocí funkce test_led(), kterou jsme pro tento účel napsali. 
//problikani vsech ledek 
void test_led(void) 
{ 
i++; 
if(i==5) 
{ 
    i=0;  
    switch(j) 
    {     
        case 0: 
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            PORTB.0=1; 
            PORTB.1=0; 
            PORTB.2=0; 
            PORTB.3=0; 
            PORTB.4=0; 
            PORTB.5=0; 
            break; 
        case 1: 
            PORTB.0=0; 
            PORTB.1=1; 
            PORTB.2=0; 
            PORTB.3=0; 
            PORTB.4=0; 
            PORTB.5=0; 
            break; 
        case 2: 
            PORTB.0=0; 
            PORTB.1=0; 
            PORTB.2=1; 
            PORTB.3=0; 
            PORTB.4=0; 
            PORTB.5=0; 
            break; 
        case 3: 
            PORTB.0=0; 
            PORTB.1=0; 
            PORTB.2=0; 
            PORTB.3=1; 
            PORTB.4=0; 
            PORTB.5=0; 
            break; 
        case 4: 
            PORTB.0=0; 
            PORTB.1=0; 
            PORTB.2=0; 
            PORTB.3=0; 
            PORTB.4=1; 
            PORTB.5=0; 
            break; 
        case 5: 
            PORTB.0=0; 
            PORTB.1=0; 
            PORTB.2=0; 
            PORTB.3=0; 
            PORTB.4=0; 
            PORTB.5=1; 
            break; 
    }          
     
    donall();              
    
    j++; 
    if(j==6) 
    { 
        j=0; 
    } 
} 
} 
Funkce počká na páté přerušení časovače, což je časově zhruba jedna a půl sekundy a pak 
střídavě probliká všechny diody v nastaveném pořadí synchronně na všech expanderech. 
2.3.3 Vlastní zobrazení pohybů 
Nyní se nám naskytla možnost podrobit dříve napsané funkce pohybů zkoušce jak na 
funkčnost obecně, tak na správnost vymyšlených posloupností pohybů. Pro názornější 
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zobrazení jsme záměrně přehnali doby, kdy jsou LED diody zastupující pohyby noh aktivní 
(viz vlastní program). Do funkce main() jsme jednoduše přidali před smyčku while příkaz 
volající funkci pohybu, kterou jsme plánovali otestovat. Uvedeme příklad. 
void main(void) 
{       
settings(); 
inicializace(); 
zakladni_poloha(); 
pohyb_dopredu(); 
... 
Jak je vidět, jde ještě o starší verzi pohybových funkcí, kde ještě nejsou rozděleny na 
přípravnou a cyklickou část, na otestování principů aktuálně používaných funkcí toto nemá 
vliv. 
Zde na obrázku 2.3.6 předkládáme grafické znázornění krokované části sledované 
sekvence pohybů, konkrétně cyklickou část pohybu dopředu. Nákres všech sledovaných 
kroků pohybů je k nahlédnutí v příloze. 
 
Obr. 2.3.6: Znázornění cyklické části pohybu dopředu 
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2.4 Prototyp 
2.4.1 Konstrukce prototypu 
Po zkušenostech s testovací deskou jsme se rozhodli pro obdobnou konstrukci. Prototyp 
je tedy realizovaný na pájivém poli spojů jako dvouvrstvý a ručně pájený. Je zde ovšem řada 
rozdílů, které jej výrazně přibližují k finálnímu výrobku. Oproti již zmíněné testovací desce 
již počítá s napájením z baterií, obsahuje přesně stejné součástky jako má výsledný robot 
včetně servomotorů a je tedy schopný již všech dříve simulovaných pohybů. Díky 
prozatimnímu řešení noh ovšem v omezené míře co se rychlosti týče. Nohy byly řešeny 
prostřednictvím násad dodávaných k servomotorům, byly krátké a kluzké. Problém s 
klouzáním jsme vyřešili nasazením gumových hadiček na násady. Délku jsme v této fázi 
neřešili, proto jsme z provozu prototypu nebyli schopni určit výslednou dosažitelnou rychlost 
robota ani možnost překonávání náklonu či překážek. 
Pro prototyp jsme též vytvořili vlastní ovladač se shodnými funkcemi jako má ovladač 
finální. Je též řešený na pájivém poli spojů, obdobně jako prototyp sám. Jedinou výraznou 
změnou proti výslednému výrobku, nebereme-li v potaz provedení, je řešení napájení. Tyto 
mezifázové výrobky jsou napájeny každý zvlášť čtveřicí akumulátorů rozměru AA, finální 
výrobek je napájen pouze jednou čtveřicí uloženou v pouzdře ovladače. Prototyp s ovladačem 
je možno vidět na obrázcích 2.4.1 až 2.4.6. 
Prototyp 
 
Obr. 2.4.1: Prototyp - pohled zepředu 
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Obr. 2.4.2: Prototyp - pohled shora 
 
 
Obr. 2.4.3: Prototyp - pohled zespodu 
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Ovladač 
 
Obr. 2.4.4: Ovladač prototypu - pohled zespodu 
 
Obr. 2.4.5: Ovladač prototypu - pohled shora 
2.4.2 Využití k demonstraci možností robota 
I přes své nedokonalosti byl tento prototyp neocenitelným pro celý vývoj robota. Poprvé 
jsme byli schopni rozhodnout o správnosti navrhnutých funkcí pohybu při reálné demonstraci, 
ale např. také o efektivnosti pohybu vůbec. 
  - 41 -  
Na základě těchto znalostí jsme provedli řadu změn ať ve svém principu kosmetických, 
tak i razantních zásahů do programu samotného. Pro rychlejší zpracování požadavků 
mikrokontrolerem jsem se snažili omezit množství příkazů if a nahrazovali jsme je např. 
příkazy switch. Též jsme opustili myšlenku, že požadavek na informaci o stavu tlačítek 
ovladače bude robot posílat vždy po skončení daného pohybu přímo ve stejné funkci, 
pohybové funkce jsme rozdělili na výše zmíněné přípravné a cyklické části a jejich volání 
necháváme na rozhodovacím algoritmu ve funkci main(), což zrychlilo celé provádění 
programu. 
Ohledně teorie chůze prototypu jsme neshledali žádné vážné nedostatky, proto stejný 
princip používáme i ve finálním výrobku. Pouze servomotory zodpovědné za horizontální 
pohyb noh jsou do pozic vsazeny hřídelkami nahoru. Toto vedlo k zrcadlení jejich pohybů a 
bylo třeba zaměnit celý aparát noh pravé strany za nohy na straně levé a následně přepojit 
servomotory starající se o zvedání noh opět zrcadlově na druhou stranu. Pohyby byly 
pochopitelně též zaměněny, pohyb dopředu za pohyb dozadu, doprava za doleva, což jsme 
ovšem bez problémů vyřešili přepojením signálů z tlačítek přímo v ovladači. Celý proces se 
tedy obešel beze změny programového vybavení. 
 
Obr. 2.4.6: Kompletní prototyp 
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2.5 Návrh desek plošných spojů 
2.5.1 Volba vhodného softwaru 
Pro naše záměry se ukázaly programy, se kterými jsme se během studia již setkali jako 
nevhodné a proto jsme se zaměřili na alternativy. Po krátké zevrubné instruktáži jsme se 
naučili v rámci našich potřeb pracovat s programem EAGLE 5.3.0, později s novější verzí 
EAGLE 5.4.0, jejichž odlehčená verze jsou pro vzdělávací, nekomerční účely zdarma ke 
stažení. Předpokladem bylo, že tyto programy přinesou našim potřebám jednoduché a 
přívětivé prostředí pro vytváření schémat a především zčásti automatizované vytváření návrhů 
desek. Bohužel se ukázalo, že automatické vytváření propojů mezi součástkami na desce 
přináší více problémů než užitku a také, že jednotlivé verze softwaru nejsou mezi sebou 
kompatibilní (např. se  školní verzí EAGLE 4.1.9 dostupnou ve školní studovně), nevyhnuli 
jsme se proto opakování již jednou vytvořené práce. I tak byl tento program nejschůdnějším 
řešením pro naše potřeby. 
2.5.2 Schémata zapojení 
Zde budeme prezentovat schémata zapojení pro obě desky - ovladač i robota. Vzhledem k 
tomu, že nepočítáme s technikou umožňující detašované programování SMD 
mikrokontrolerů, museli jsme na obě desky přidat konektor pro naprogramování. Největší 
součástkou sice zůstává radiomodem XTR-869, ale i tak jsme museli přistoupit ke zvětšení 
výsledné desky. Obě desky krom výše zmíněných součástek ponesou krystal pro přesnější 
stanovení frekvence. V aktuálním výrobku nám postačil interní oscilátor, avšak do budoucna 
je vhodné krystal začlenit. Pro plánovanou bezdrátovou komunikaci bude přesné určení 
frekvence stěžejní. 
Deska robota, jejíž schéma je vyobrazeno na obrázku 2.5.1, obsahuje navíc konektory pro 
nepájivé připojení servomotorů a napájení, dále 10kΩ rezistory pro uzemnění pinů na kterých 
budou servomotory připojeny. Jejich implementace zabrání záškubům servomotorů při 
zapnutí napájení. Deska ovladače obsahuje navíc pouze konektory pro připojení tlačítek, viz 
obrázek 2.5.2. 
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Schéma zapojení desky robota 
 
Obr. 2.5.1: Schéma zapojení desky robota 
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Schéma zapojení desky ovladače 
 
Obr. 2.5.2: Schéma zapojení desky ovladače 
 
 Antény jsou v obou případech řešeny prokoveným otvorem, do kterého se následně 
připojí izolovaný drát. 
2.5.3 Výsledné návrhy 
Obě desky jsou řešeny jako dvouvrstvé, obsahují SMD i klasické vývodové součástky. 
Deska robota je osazena z obou stran, deska ovladače pouze ze strany horní. Snažili jsme se o 
co nejlepší využití prostoru při zachování co možná nejmenšího počtu prokovů. Pro 
nedostatečnou funkci a nespolehlivost automaticky routujících módů jsme celé desky dělali 
výhradně ručně.  
Jak je vidět z obrázků 2.5.3 a 2.5.4, výsledky jsou zdařilým kompromisem mezi 
prostorovou náročností klasických součástek a možnostmi využití SMD technologie 
součástek a plošných spojů. Obě desky dosahují rozměrů 4 x 4 cm. 
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Robot 
 
Obr. 2.5.3: Návrh desky robota 
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Ovladač 
 
Obr. 2.5.4: Návrh desky ovladače 
 
2.5.4 Hotové desky 
Výrobu desek jsme zadali firmě APAMA system, s.r.o., která se zabývá zakázkovou 
výrobou desek plošných spojů. Nejmenší rozměr desek, který firma vyrábí je 15 x 21 cm, 
proto jsme nechali našich vyrobit hned více. Na jeden přířez se jich vešlo 16, což je osm 
kompletních sad robota s ovladačem. 
Vyrobené ofrézované desky mají rozměr 3,9 x 3,9 cm, jsou oboustranně kryty ochranou 
maskou a pokoveny bezolovnatým HALem. K nahlédnutí jsou na obrázcích 2.5.5 až 2.5.8. 
  - 47 -  
Deska robota 
 
Obr. 2.5.5: Pohled na přední stranu desky robota 
 
 
Obr. 2.5.6: Pohled na zadní stranu desky robota 
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Deska ovladače 
 
Obr. 2.5.7: Pohled na přední stranu desky ovladače 
 
 
Obr. 2.5.8: Pohled na zadní stranu desky ovladače 
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2.6 Finální výrobek 
2.6.1 První nápad 
Prapůvodním nápadem bylo vytvoření více či méně reálné napodobeniny pavouka a to 
včetně rozpoznávání okolí a možnosti překonávání rozličných překážek. Tento smělý plán 
prozatím zůstává pro případnou práci navazující na bakalářskou. Pro ni jsme zvolili robota 
bez automatizovaných vstupů, řízeného dálkově pomocí ovladače. 
Po prvním seznámení s tématem stále přetrvávala představa robota podobného 
pavoukovi, tedy osm noh s minimálně třemi klouby na každé z nich. Z důvodu zjednodušení 
principu chůze jsme počet noh omezili na šest a pro finanční náročnost nákupu servomotorů 
počet kloubů na dva, jeden pro horizontální pohyb, druhý pro pohyb vertikální. 
V této fázi jsme již měli představu o budoucím zjevu robota a pro potřeby semestrálního 
projektu jsme nechali vytvořit jeho vizualizace, které uvádíme na obrázcích 2.6.1 a 2.6.2. Ty 
nyní mohou posloužit pro porovnání s výsledkem. 
Vizualizace Jaroslava Novotného 
 
Obr. 2.6.1: Vizualizace robota - levý přední nadhled 
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Vizualizace Kateřiny Karaivanovové 
 
Obr. 2.6.2: Vizualizace robota - pravý přední pohled 
2.6.2 Výběr servomotorů 
Z vyobrazení je zjevné, že se jedná ještě o prvotní model, kdy jsme počítali s použitím 
jiného typu servomotorů. Konkrétně se jednalo o servomotory centrálního zamykání 
koncernových automobilů Volkswagen, které měly své klady v podobě posuvného, nikoli 
otočného pohybu a velké síly. Jejich nevýhodou byla značná velikost, která se ukázala být 
menší nesnází. Servomotory pro horizontální pohyb jsme umístili na sebe a pro pohyb 
vertikální posloužily coby koncová část noh. 
Nepřekonatelným problémem zůstala ovšem jejich spotřeba, kdy při použití běžně 
dostupných článkových akumulátorů by byl robot schopen provozu zhruba pouhých pět 
minut.  
Z tohoto důvodu a pro jednodušší možnost řízení jsme se rozhodli pro robota použít 
klasické modelářské servomotory. Po důkladném zvážení jsme vybrali u nás běžně 
nedostupné servomotory japonského výrobce Hextronik HXT900, užívané převážně v 
leteckém modelářství. Tyto kusy o rozměrech 21 x 13 x 28 mm váží pouhých 9 g a svým 
krouticím momentem 1,6 kg na cm nám poskytují dostatečnou sílu pro pohyb robotových 
noh. Dosahují rychlosti otáčení 60° za 0,12 s a jsou stavěny na napájení 3 až 6 V, lze proto 
použít přímo napájení z akumulátorů bez dalších transformací. Ovládání jejich polohy je 
řízeno pulzní modulací. Cena kolem pě
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2.6.3 Napájení 
Celý systém je stavěn na napětí cca 5 V, tomu se podrobil i výběr alternativ pro napájení. 
Dalším důležitým hlediskem byla možnost opětovného nabíjení ze zjevně ekonomických 
důvodů. V potaz tedy přicházely větší olověné akumulátory, speciální např. niklkadmiové 
akumulátory nebo běžně dostupné akumulátory rozměru AA. 
Po rozhodnutí nepoužít prvotně navrhované silné servomotory z centrálního zamykaní 
automobilů by byl olověný akumulátor příliš těžký, proto jsme zvažovali pouze zbylé dvě 
možnosti. Specializované akumulátory by sice poskytly větší kapacitu, avšak za výrazně větší 
částku peněz. Navíc čtyři klasické tužkové akumulátory svou kapacitou dostačují na několik 
hodin provozu a za cenu pod sto korun za kus jsou nejlepší volbou.  
Uváděné jmenovité napětí jednoho kusu je 1,2 V, celkově tedy teoreticky 4,8 V. Po 
proměření jsme zjistili že při plném nabití dosahuje čtveřice akumulátorů napětí až 5,5 V, což 
je v rámci tolerance použitých součástek. Robot funguje obstojně do cca 4,3 V, potom již 
servomotory nestíhají dosáhnout cílových pozic a pohyby přestávají plnit svou funkci, je tedy 
třeba akumulátory dobít. 
Při konstrukci prototypu jsme počítali s odděleným napájením pro robota a ovladač, bylo 
tedy třeba dvou čtveřic výše zmíněných akumulátorů. Finální výrobek je napájen ze 
společného banku akumulátorů, který je uložen v plastovém obalu spolu se zbytkem 
elektroniky ovladače. Akumulátory jsou uloženy v pouzdře všechny čtyři vedle sebe. 
2.6.4 Konstrukce 
V případě otázky tvaru základny s uchycenými servomotory jsme zvažovali několik 
možností. První z nich byla obdélníková základna, díky které by bylo programování pohybů 
dopředu a dozadu značně ulehčeno, avšak otáčení do stran by bylo řešeno formou smyku 
některých noh. Druhou možností byla kruhová základna, která by naopak umožňovala snadné 
otáčení, avšak pohyb vpřed či vzad by vyžadoval náročné programování a s velkou 
pravděpodobností i senzory polohy servomotorů. Poslední probíranou možností byl 
kompromis, tedy něco jako osmiúhelník, který by sice přinesl slušné možnosti pohybu všemi 
směry, avšak náročnost programování a nutnost senzorů by zde byla ještě větší. Po úvaze 
jsme zvolili první z výše nastíněných možností. 
Za materiál pro základnu robota jsme vybrali hliníkový plech tloušťky 2 mm. Z plechu 
jsme vyřízli obdélník 15 x 20 cm, ze kterého jsme dále tvarovali základnu se šesti výběžky s 
otvory pro uchycení servomotorů, viz obrázky 2.6.3 a 2.6.4. Servomotory samotné jsou do 
otvorů v základně zalepené černým silikonem, ten jsme použili i pro zajištění spojů mezi 
nohou a servomotorem starajícím se o horizontální pohyb a mezi oběma servomotory. 
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Obr. 2.6.3: Nárys výsledné podoby základní desky 
 
 
Obr. 2.6.4: Výsledná podoba základní desky 
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Na nohy byla použita hliníková trubka o vnějším průměru 8 mm a vnitřním 5 mm. 
Trubku bylo potřeba ohnout do pravého úhlu a zarovnat na danou délku. Delší rozměr od 
kloubu na zem jsme zvolili 10 cm, kratší od kloubu k servomotoru 4,5 cm. Koncové části noh 
jsme ještě potřeli silikonem pro zabránění skluzu při pohybu. Nohy jsou k vidění na obrázku 
2.6.5. 
 
Obr. 2.6.5: Nohy robota před montáží 
2.6.5 Elektronika 
Desky s elektronickými částmi robota a ovladače jsou shodné jako v případě prototypu a 
jejich schémata odpovídají schématům navrhovaných desek pro budoucí SMD verze. Jedinou 
změnou je absence programovacího konektoru, mikrokontrolery jsme tedy museli 
naprogramovat v ovladači pro prototyp. Na obrázku 2.6.6 uvádíme desku robota. 
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Obr. 2.6.6: Osazená deska robota 
 
Z designových důvodů je deska s elektronikou robota umístěna na jeho spodní straně. 
Mezi základní desku a desku s elektronikou je přidána ještě izolační vrstva v podobě kousku 
tvrdého papíru. Uchycení je provedeno černým silikonem. V případné budoucí bezdrátově 
ovládané verzi bude deska s elektronikou umístěna nahoře a dole její místo zaujme pouzdro s 
akumulátory. 
V případě ovladače je celá elektronika spolu s bankem akumulátorů schovaná v 
plastovém obalu o rozměrech 65 x 28 x 127 mm, který je zamýšlen pro držení v ruce při 
používání robota. Samotný ovladač je s robotem spojený po čtyřdrátovém plochém kabelu, 
kde je vedena zem, napájení a dvě komunikační linky vždy pro spojení vysílače USART 
sběrnice jednoho mikrokontroleru a přijímače druhého. Vnitřní uspořádání ovladače je 
znázorněno na obrázku 2.6.7. 
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Obr. 2.6.7: Vnitřní uspořádání ovladače 
 
2.6.6 Finální výrobek 
Po spojení mechanických částí, zapojení servomotorů a spojovacího čtyřlinkového kabelu 
a zakrytování jednotlivých částí můžeme na obrázcích 2.6.8, 2.6.9 a 2.6.10 prezentovat 
výsledek. 
 
Obr. 2.6.8: Finální výrobek - levý přední pohled 
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Obr. 2.6.9: Finální výrobek - nadhled 
 
Obr. 2.6.10: Finální výrobek - levý přední nadhled 
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3 Závěr 
Předložená práce představuje výslednou verzi návrhu, konstrukce a výroby jednoduchého 
robota - pavouka. Úspěšně jsme vytvořili funkce pohybů, které jsme před samotnou 
implementací do finálního výrobku zobrazili pomocí testovací desky a reálně demonstrovali 
na prototypu. Dále jsme v práci podrobně popsali návrhy dvouvrstvých desek plošných spojů 
s elektronickými obvody pro další vývojové verze robota a ovladače. Posledním a 
nejvýznamnějším výstupem je samotný robot schopný díky povelům zadávaným na tlačítcích 
ovladače vykonávat základní pohyby všemi směry po rovině. 
Během této práce jsme navrhli, nastínili, podrobněji se zabývali, řešili a dokončili ucelené 
bloky úkolů, které bylo třeba splnit pro úspěšné vyhotovení výsledného robota. Jednotlivé 
bloky zhruba odpovídají členění do kapitol. Ač se jedná o z části nesourodá témata, pro 
vytvoření finálního výrobku bylo třeba věnovat úsilí a čas všem.  
První část přinesla srovnání s obdobnými projekty, ať už v rámci České republiky či 
zahraničí. Po tomto nástinu je zřejmé, že předkládaný robot je schopen se do budoucna 
zúčastnit soutěže Eurobot či jí podobné. 
Ve druhé části byl napsán kód programu, který umožňuje robotovi chodit a komunikovat 
s ovladačem. Výslednými dosažitelnými pohyby jsou chůze dopředu a dozadu a otáčení na 
místě doprava a doleva, což umožňuje dosáhnout jakékoli místa v plochém či mírně 
zvrásněném terénu. Krom toho tato část posloužila pro procvičení a osvojení si programování 
mikrokontrolerů v jazyce C. 
V rámci třetí a čtvrté části byly vytvořeny výrobky, které nyní práci doplňují a ilustrují 
její průběh, konkrétně testovací deska a prototyp robota s ovladačem. Tato zařízení posloužila 
ke kontrole vymyšlených pohybů a omezeně demonstrovala schopnosti a možnosti 
výsledného robota. 
Část pátá představuje desky plošných spojů pro budoucí verze výrobku a detailně 
popisuje jejich návrhy a vývoj. K dispozici jsou schémata zapojení, náhledy na desky ve stavu 
návrhu i osm kompletních sad vyrobených desek pro robota a ovladač. 
Poslední část přináší zdůvodnění výběru daných součástí, popisuje konstrukci a předkládá 
samotný finální výrobek - šestinohého robota ovládaného detašovaným ovladačem. 
Tato práce představuje celý vývoj jednoduchého robota a komplexně vysvětluje jeho 
funkci. Díky tomu jsme schopni udělat si sjednocenou představu nejen o programovém 
vybavení, funkcích obvodů, možnostech pohybu, ale i o vzhledu a využití robota jako 
takového. 
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5 Přílohy 
5.1 Programové vybavení robota 
/***************************************************** 
This program was produced by the 
CodeWizardAVR V2.03.8a Evaluation 
Automatic Program Generator 
© Copyright 1998-2008 Pavel Haiduc, HP InfoTech s.r.l. 
http://www.hpinfotech.com 
 
Project :  
Version :  
Date    : 13.2.2009 
Author  : Freeware, for evaluation and non-commercial use only 
Company :  
Comments:  
 
 
Chip type           : ATmega16 
Program type        : Application 
Clock frequency     : 8,000000 MHz 
Memory model        : Small 
External RAM size   : 0 
Data Stack size     : 256 
*****************************************************/ 
 
#include <mega16.h> 
#include <delay.h> 
 
//promenna pro cykly 
unsigned char i; 
 
//promenna pro urceni stavu robota 
unsigned char stav=0b00000000; 
 
//promenne pro komunikaci a predani stavu tlacitek k vykonani daneho pohybu 
unsigned char r=0;,test[4],prikaz,ready=0,prijem_ok=0; 
 
 
void settings(void); 
void srovnana_poloha(void); 
void vsechny_nohy_dolu(void); 
void zakladni_poloha(void); 
 
void pohyb_dopredu_priprava(void); 
void pohyb_dopredu_cyklus(void); 
void pohyb_dozadu_priprava(void); 
void pohyb_dozadu_cyklus(void); 
void pohyb_doprava_priprava(void); 
void pohyb_doprava_cyklus(void); 
void pohyb_doleva_priprava(void); 
void pohyb_doleva_cyklus(void); 
 
void usart_transmit(void); 
 
void settings(void) 
{ 
 
// Input/Output Ports initialization 
// Port A initialization 
// Func7=In Func6=In Func5=Out Func4=Out Func3=Out Func2=Out Func1=Out Func0=Out  
// State7=T State6=T State5=0 State4=0 State3=0 State2=0 State1=0 State0=0  
PORTA=0x00; 
DDRA=0x3F; 
 
// Port B initialization 
// Func7=In Func6=In Func5=Out Func4=Out Func3=Out Func2=Out Func1=Out Func0=Out  
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// State7=T State6=T State5=0 State4=0 State3=0 State2=0 State1=0 State0=0  
PORTB=0x00; 
DDRB=0x3F; 
 
// Port C initialization 
// Func7=In Func6=In Func5=In Func4=In Func3=In Func2=In Func1=In Func0=In  
// State7=T State6=T State5=T State4=T State3=T State2=T State1=T State0=T  
PORTC=0x00; 
DDRC=0x00; 
 
// Port D initialization 
// Func7=In Func6=In Func5=In Func4=In Func3=Out Func2=Out Func1=In Func0=In  
// State7=T State6=T State5=T State4=T State3=0 State2=0 State1=T State0=T  
PORTD=0x00; 
DDRD=0x0C; 
 
// Timer/Counter 0 initialization 
// Clock source: System Clock 
// Clock value: Timer 0 Stopped 
// Mode: Normal top=FFh 
// OC0 output: Disconnected 
TCCR0=0x00; 
TCNT0=0x00; 
OCR0=0x00; 
 
// Timer/Counter 1 initialization 
// Clock source: System Clock 
// Clock value: 125,000 kHz 
// Mode: CTC top=OCR1A 
// OC1A output: Discon. 
// OC1B output: Discon. 
// Noise Canceler: Off 
// Input Capture on Falling Edge 
// Timer 1 Overflow Interrupt: Off 
// Input Capture Interrupt: Off 
// Compare A Match Interrupt: On 
// Compare B Match Interrupt: Off 
TCCR1A=0x00; 
TCCR1B=0x08; 
TCNT1H=0x00; 
TCNT1L=0x00; 
ICR1H=0x00; 
ICR1L=0x00; 
OCR1AH=0x09; 
OCR1AL=0xC4; 
OCR1BH=0x00; 
OCR1BL=0x00; 
 
// Timer/Counter 2 initialization 
// Clock source: System Clock 
// Clock value: 125,000 kHz 
// Mode: CTC top=OCR2 
// OC2 output: Disconnected 
ASSR=0x00; 
TCCR2=0x00; 
TCNT2=0x00; 
OCR2=0xFF; 
 
// External Interrupt(s) initialization 
// INT0: Off 
// INT1: Off 
// INT2: Off 
MCUCR=0x00; 
MCUCSR=0x00; 
 
// Timer(s)/Counter(s) Interrupt(s) initialization 
TIMSK=0x10; 
 
// USART initialization 
// Communication Parameters: 8 Data, 1 Stop, No Parity 
// USART Receiver: On 
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// USART Transmitter: On 
// USART Mode: Asynchronous 
// USART Baud Rate: 9600 (Double Speed Mode) 
UCSRA=0x02; 
UCSRB=0x00; 
UCSRC=0x86; 
UBRRH=0x00; 
UBRRL=0x0C; 
 
// Analog Comparator initialization 
// Analog Comparator: Off 
// Analog Comparator Input Capture by Timer/Counter 1: Off 
ACSR=0x80; 
SFIOR=0x00; 
} 
 
 
void srovnana_poloha(void) 
{ 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
PORTA=0b00111111; 
 
delay_us(195); 
 
PORTB=0; 
PORTA=0; 
 
delay_us(2000); 
} 
} 
 
void vsechny_nohy_dolu(void) 
{ 
//vsechny nohy dolu 
for (i=0;i<30;i++) 
{ 
PORTA=0b00111111; 
 
delay_us(195); 
 
PORTA=0; 
 
delay_us(2000); 
} 
} 
 
void zakladni_poloha(void) 
{ 
vsechny_nohy_dolu(); 
 
//noha 0 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.0=0; 
 
delay_us(2000); 
} 
 
//noha 0 dopredu, noha 5 dozadu 
for (i=0;i<30;i++) 
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{ 
PORTB.0=1; 
PORTB.5=1; 
 
delay_us(150); 
 
PORTB.0=0; 
PORTB.5=0; 
 
delay_us(2000); 
} 
 
//noha 0 a 5 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.5=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.5=0; 
 
delay_us(2000); 
} 
 
//noha 2 a 3 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.2=1; 
PORTA.3=1; 
 
delay_us(70); 
 
PORTA.3=0; 
 
delay_us(250); 
 
PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 2 dozadu, noha 3 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB.2=1; 
PORTB.3=1; 
 
delay_us(240); 
 
PORTB.2=0; 
PORTB.3=0; 
 
delay_us(2000); 
} 
 
//noha 2 a 3 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.2=1; 
PORTA.3=1; 
 
delay_us(195); 
 
PORTA.2=0; 
PORTA.3=0; 
 
delay_us(2000); 
} 
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//noha 1 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
//noha 1 a 4 na stred 
for (i=0;i<30;i++) 
{ 
PORTB.1=1; 
PORTB.4=1; 
 
delay_us(195); 
 
PORTB.1=0; 
PORTB.4=0; 
 
delay_us(2000); 
} 
 
//noha 1 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.1=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
stav=0; 
} 
 
 
 
void pohyb_dopredu_priprava(void) 
{ 
//priprava na cyklicky pohyb 
 
//noha 0, 2 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.0=0; 
PORTA.2=0; 
 
delay_us(2000); 
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} 
 
//noha 0, 2 a 4 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB.0=1; 
PORTB.2=1; 
PORTB.4=1; 
 
delay_us(150); 
 
PORTB.0=0; 
PORTB.2=0; 
 
delay_us(90); 
 
PORTB.4=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.2=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 dozadu 
for (i=0;i<30;i++) 
{ 
PORTB.1=1; 
PORTB.3=1; 
PORTB.5=1; 
 
delay_us(150); 
 
PORTB.3=0; 
PORTB.5=0; 
 
delay_us(90); 
 
PORTB.1=0; 
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delay_us(2000); 
} 
 
stav=1; 
} 
 
void pohyb_dopredu_cyklus(void) 
{ 
//cyklicky pohyb 
 
//noha 0, 2 a 4 dozadu, noha 1, 3 a 5 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
 
delay_us(150); 
 
PORTB.1=0; 
PORTB.4=0; 
 
delay_us(90); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.3=0; 
PORTB.5=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(195); 
 
PORTA.1=0; 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.0=0; 
PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dopredu, noha 1, 3 a 5 dozadu 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
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delay_us(150); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.3=0; 
PORTB.5=0; 
     
delay_us(90); 
 
PORTB.1=0; 
PORTB.4=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.2=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
stav=1; 
} 
 
void pohyb_dozadu_priprava(void) 
{ 
//priprava na cyklicky pohyb 
 
//noha 0, 2 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.0=0; 
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PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dozaduu 
for (i=0;i<30;i++) 
{ 
PORTB.0=1; 
PORTB.2=1; 
PORTB.4=1; 
 
delay_us(150); 
 
PORTB.4=0; 
 
delay_us(90); 
 
PORTB.0=0; 
PORTB.2=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.2=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB.1=1; 
PORTB.3=1; 
PORTB.5=1; 
 
delay_us(150); 
 
PORTB.1=0; 
 
delay_us(90); 
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PORTB.3=0; 
PORTB.5=0; 
 
delay_us(2000); 
} 
 
stav=2; 
} 
 
void pohyb_dozadu_cyklus(void) 
{ 
//cyklicky pohyb 
 
//noha 0, 2 a 4 dopredu, noha 1, 3 a 5 dozadu 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
 
delay_us(150); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.3=0; 
PORTB.5=0; 
 
delay_us(90); 
 
PORTB.1=0; 
PORTB.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(195); 
 
PORTA.1=0; 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.0=0; 
PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dozadu, noha 1, 3 a 5 dopredu 
for (i=0;i<30;i++) 
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{ 
PORTB=0b00111111; 
 
delay_us(150); 
 
PORTB.1=0; 
PORTB.4=0; 
     
delay_us(90); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.3=0; 
PORTB.5=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.2=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
stav=2; 
} 
 
void pohyb_doprava_priprava(void) 
{ 
//priprava na cyklicky pohyb 
 
//noha 0, 2 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
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delay_us(250); 
 
PORTA.0=0; 
PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 0 a 2 dozadu, noha 4 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB.0=1; 
PORTB.2=1; 
PORTB.4=1; 
 
delay_us(240); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.4=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.2=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
//noha 1 dopredu, noha 3 a 5 dozadu 
for (i=0;i<30;i++) 
{ 
PORTB.1=1; 
PORTB.3=1; 
PORTB.5=1; 
 
delay_us(150); 
 
PORTB.1=0; 
PORTB.3=0; 
PORTB.5=0; 
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delay_us(2000); 
} 
 
stav=4; 
} 
 
void pohyb_doprava_cyklus(void) 
{ 
//cyklicky pohyb 
 
//noha 0, 2, 3 a 5 dopredu, noha 1 a 4 dozadu 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
 
delay_us(150); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.4=0; 
 
delay_us(90); 
 
PORTB.1=0; 
PORTB.3=0; 
PORTB.5=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(195); 
 
PORTA.1=0; 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.0=0; 
PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2, 3 a 5 dozadu, noha 1 a 4 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
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delay_us(150); 
 
PORTB.1=0; 
PORTB.3=0; 
PORTB.5=0; 
     
delay_us(90); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.4=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.2=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
stav=4; 
} 
 
void pohyb_doleva_priprava(void) 
{ 
//priprava na cyklicky pohyb 
 
//noha 0, 2 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.0=0; 
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PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 0 a 2 dopredu, noha 4 dozadu 
for (i=0;i<30;i++) 
{ 
PORTB.0=1; 
PORTB.2=1; 
PORTB.4=1; 
 
delay_us(150); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.4=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.2=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
//noha 1 dozadu, noha 3 a 5 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB.1=1; 
PORTB.3=1; 
PORTB.5=1; 
 
delay_us(240); 
 
PORTB.1=0; 
PORTB.3=0; 
PORTB.5=0; 
 
delay_us(2000); 
} 
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stav=8; 
} 
 
void pohyb_doleva_cyklus(void) 
{ 
//cyklicky pohyb 
 
//noha 0, 2, 3 a 5 dozadu, noha 1 a 4 dopredu 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
 
delay_us(150); 
 
PORTB.1=0; 
PORTB.3=0; 
PORTB.5=0; 
 
delay_us(90); 
 
PORTB.0=0; 
PORTB.2=0; 
PORTB.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(195); 
 
PORTA.1=0; 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(70); 
 
PORTA.4=0; 
 
delay_us(250); 
 
PORTA.0=0; 
PORTA.2=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2, 3 a 5 dopredu, noha 1 a 4 dozadu 
for (i=0;i<30;i++) 
{ 
PORTB=0b00111111; 
 
delay_us(150); 
 
PORTB.0=0; 
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PORTB.2=0; 
PORTB.4=0; 
     
delay_us(90); 
 
PORTB.1=0; 
PORTB.3=0; 
PORTB.5=0; 
 
delay_us(2000); 
} 
 
//noha 0, 2 a 4 dolu 
for (i=0;i<30;i++) 
{ 
PORTA.0=1; 
PORTA.2=1; 
PORTA.4=1; 
 
delay_us(195); 
 
PORTA.0=0; 
PORTA.2=0; 
PORTA.4=0; 
 
delay_us(2000); 
} 
 
//noha 1, 3 a 5 nahoru 
for (i=0;i<30;i++) 
{ 
PORTA.1=1; 
PORTA.3=1; 
PORTA.5=1; 
 
delay_us(70); 
 
PORTA.3=0; 
PORTA.5=0; 
 
delay_us(250); 
 
PORTA.1=0; 
 
delay_us(2000); 
} 
 
stav=8; 
} 
 
 
interrupt [USART_RXC] void usart_rx(void) 
{ 
    test[r]=UDR; 
    r++; 
     
    if(r==2) 
    { 
       r=0;        
       if(test[0]==0xAA) 
       { 
          ready=1; 
          prikaz=test[1]; 
          prijem_ok=1; 
       } 
    } 
} 
    
// Timer 1 output compare A interrupt service routine 
interrupt [TIM1_COMPA] void timer1_compa_isr(void) 
{   
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if(prijem_ok!=1) 
{ 
    usart_transmit();   
}         
} 
 
void usart_transmit(void) 
{       
    while(UCSRA.5!=1); 
    UDR=0xAA; 
} 
 
 
void main(void) 
{ 
settings(); 
srovnana_poloha(); 
zakladni_poloha(); 
               
// Global enable interrupts 
#asm("sei") 
 
while (1) 
      {     
       if(ready==1) 
         { 
         ready=0; 
         switch(prikaz) 
           { 
             case 1:switch(stav) 
                    { 
                    case 0: pohyb_dopredu_priprava(); 
                            pohyb_dopredu_cyklus();  
                            break; 
                    case 1: pohyb_dopredu_cyklus();  
                            break; 
                    default:vsechny_nohy_dolu(); 
                            pohyb_dopredu_priprava(); 
                            pohyb_dopredu_cyklus();  
                            break;  
                    } 
                    break; 
                     
             case 2:switch(stav) 
                    { 
                    case 0: pohyb_dozadu_priprava(); 
                            pohyb_dozadu_cyklus();  
                            break; 
                    case 2: pohyb_dozadu_cyklus();  
                            break; 
                    default:vsechny_nohy_dolu(); 
                            pohyb_dozadu_priprava(); 
                            pohyb_dozadu_cyklus();  
                            break;  
                    } 
                    break; 
                     
             case 4:switch(stav) 
                    { 
                    case 0: pohyb_doprava_priprava(); 
                            pohyb_doprava_cyklus();  
                            break; 
                    case 4: pohyb_doprava_cyklus();  
                            break; 
                    default:vsechny_nohy_dolu(); 
                            pohyb_doprava_priprava(); 
                            pohyb_doprava_cyklus();  
                            break;  
                    } 
                    break; 
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             case 8:switch(stav) 
                    { 
                    case 0: pohyb_doleva_priprava(); 
                            pohyb_doleva_cyklus();  
                            break; 
                    case 8: pohyb_doleva_cyklus();  
                            break; 
                    default:vsechny_nohy_dolu(); 
                            pohyb_doleva_priprava(); 
                            pohyb_doleva_cyklus();  
                            break;  
                    } 
                    break;              
           } 
         prijem_ok=0; 
         } 
          
         TCCR1B=0x0A;   //zapnuti Timeru 1    
         UCSRB=0x98;    //zapnuti USARTu      
          
         delay_ms(5); 
          
         TCCR1B=0x08;   //vypnuti Timeru 1    
         UCSRB=0x00;    //vypnuti USARTu 
                                    
         if(stav!=0 && ready==0) 
         { 
         zakladni_poloha(); 
         }   
      }; 
} 
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5.2 Programové vybavení ovladače 
/***************************************************** 
This program was produced by the 
CodeWizardAVR V2.03.8a Evaluation 
Automatic Program Generator 
© Copyright 1998-2008 Pavel Haiduc, HP InfoTech s.r.l. 
http://www.hpinfotech.com 
 
Project :  
Version :  
Date    : 4.4.2009 
Author  : Freeware, for evaluation and non-commercial use only 
Company :  
Comments:  
 
 
Chip type           : ATmega16 
Program type        : Application 
Clock frequency     : 8,000000 MHz 
Memory model        : Small 
External RAM size   : 0 
Data Stack size     : 256 
*****************************************************/ 
 
#include <mega16.h> 
 
// Standard Input/Output functions 
#include <stdio.h> 
#include <delay.h> 
 
 
unsigned char tlacitko=0, usart_data=0, ready=0; 
 
void settings(void); 
void usart_transmit(unsigned char data); 
 
void settings(void) 
{ 
// Declare your local variables here 
 
// Input/Output Ports initialization 
// Port A initialization 
// Func7=In Func6=In Func5=In Func4=In Func3=In Func2=In Func1=In Func0=In  
// State7=T State6=T State5=T State4=T State3=T State2=T State1=T State0=T  
PORTA=0x00; 
DDRA=0x00; 
 
// Port B initialization 
// Func7=In Func6=In Func5=In Func4=In Func3=In Func2=In Func1=In Func0=In  
// State7=T State6=T State5=T State4=T State3=T State2=T State1=T State0=T  
PORTB=0x00; 
DDRB=0x00; 
 
// Port C initialization 
// Func7=In Func6=In Func5=In Func4=In Func3=In Func2=In Func1=In Func0=In  
// State7=T State6=T State5=T State4=T State3=T State2=T State1=T State0=T  
PORTC=0x00; 
DDRC=0x00; 
 
// Port D initialization 
// Func7=In Func6=In Func5=In Func4=In Func3=Out Func2=Out Func1=In Func0=In  
// State7=T State6=T State5=T State4=T State3=0 State2=0 State1=T State0=T  
PORTD=0x00; 
DDRD=0x0C; 
 
// Timer/Counter 0 initialization 
// Clock source: System Clock 
// Clock value: Timer 0 Stopped 
// Mode: Normal top=FFh 
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// OC0 output: Disconnected 
TCCR0=0x00; 
TCNT0=0x00; 
OCR0=0x00; 
 
// Timer/Counter 1 initialization 
// Clock source: System Clock 
// Clock value: Timer 1 Stopped 
// Mode: Normal top=FFFFh 
// OC1A output: Discon. 
// OC1B output: Discon. 
// Noise Canceler: Off 
// Input Capture on Falling Edge 
// Timer 1 Overflow Interrupt: Off 
// Input Capture Interrupt: Off 
// Compare A Match Interrupt: Off 
// Compare B Match Interrupt: Off 
TCCR1A=0x00; 
TCCR1B=0x00; 
TCNT1H=0x00; 
TCNT1L=0x00; 
ICR1H=0x00; 
ICR1L=0x00; 
OCR1AH=0x00; 
OCR1AL=0x00; 
OCR1BH=0x00; 
OCR1BL=0x00; 
 
// Timer/Counter 2 initialization 
// Clock source: System Clock 
// Clock value: Timer 2 Stopped 
// Mode: Normal top=FFh 
// OC2 output: Disconnected 
ASSR=0x00; 
TCCR2=0x00; 
TCNT2=0x00; 
OCR2=0x00; 
 
// External Interrupt(s) initialization 
// INT0: Off 
// INT1: Off 
// INT2: Off 
MCUCR=0x00; 
MCUCSR=0x00; 
 
// Timer(s)/Counter(s) Interrupt(s) initialization 
TIMSK=0x10; 
 
// USART initialization 
// Communication Parameters: 8 Data, 1 Stop, No Parity 
// USART Receiver: On 
// USART Transmitter: On 
// USART Mode: Asynchronous 
// USART Baud Rate: 9600 (Double Speed Mode) 
UCSRA=0x02; 
UCSRB=0x98; 
UCSRC=0x86; 
UBRRH=0x00; 
UBRRL=0x0C; 
 
// Analog Comparator initialization 
// Analog Comparator: Off 
// Analog Comparator Input Capture by Timer/Counter 1: Off 
ACSR=0x80; 
SFIOR=0x00; 
 
// Global enable interrupts 
#asm("sei") 
} 
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interrupt [USART_RXC] void usart_rx(void) 
{        
    if(UDR==0xAA) 
    { 
    ready=1; 
    } 
} 
 
void usart_transmit(unsigned char data) 
{ 
    while(UCSRA.5!=1); 
    UDR=0xAA; 
    while(UCSRA.5!=1); 
    UDR=data; 
} 
 
 
void main(void) 
{ 
 settings(); 
 PORTB=0b11111111; 
  
while (1) 
     { 
      if(ready==1) 
      {    
       ready=0;   
       tlacitko=PINB | 0b11110000;  
       switch (tlacitko) 
       { 
        case 0b11111110: usart_data=1; break; 
        case 0b11111101: usart_data=2; break; 
        case 0b11111011: usart_data=4; break; 
        case 0b11110111: usart_data=8; break; 
        default: usart_data=0; break;   
       } 
        
       if(usart_data!=0) 
       {            
        usart_transmit(usart_data); 
       }    
      } 
     } 
} 
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5.3 Grafické znázornění pohybů 
 
Obr. 5.3.1: Znázornění pohybu dopředu 
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Obr. 5.3.2: Znázornění pohybu dozadu 
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Obr. 5.3.3: Znázornění pohybu doprava 
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Obr. 5.3.4: Znázornění pohybu doleva 
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