Abstract. Meta-levels are complex pieces of software with diverse demands in both the computation and interaction domains. Common techniques using just code to express behaviour fail to clearly assign responsibility for a particular behaviour's definition or to provide support for the reuse or integration of existing behaviour descriptions. The techniques of fine-grained decomposition of meta-level behaviour into objects and their subsequent composition into object models provides a framework for creating, reusing and integrating complex object behaviours. Using such a framework, we show that users can develop and integrate quite different object models while retaining a high degree of abstraction and fostering meta-level component reuse.
Introduction
Meta-levels are potentially complex pieces of software. They have diverse requirements both for computation and for interaction. Building open meta-level architectures is particularly challenging because of the diversity of behaviours we may wish to describe while maintaining a uniform base-level view of object behaviour.
Many of the current architectures are open but in a restricted sense. They reify various aspects of a particular language or object model and provide infrastructure for change within the scope of that domain. If this is called a 'top-down' approach, we have taken a 'bottom-up' approach. Rather than starting with and then opening a particular object model, we start by describing various notions or views of generic object behaviour and then provide infrastructure for composing these behaviours into specific object models. This is somewhat related to a basic concept of object-oriented software engineering -decompose a specific problem into generic components and then compose the pieces to solve the problem. From this we get both a solution t o our problem and a set of reusable components. In addition, the fine-grained decomposition approach fosters a clear separation between, and definition of, the various components. Using these techniques at the meta-level, we have developed CodA, a metalevel architecture for describing a wide range of object behaviour models. CodA can be thought of as a generic object engine framework in which users define, W. Olthoff (Ed.): ECOOP '95, LNCS 952, pp. 190-214, 1995.
0 Spnnger-Verlag Berlin Heidelberg 1995 on a per-object or even per-use basis, how object's behave computationally. To demonstrate this we present three object models from different computing domains, specifically; concurrency, distribution, and communication.
The abstraction of behaviours into objects encourages reuse and simplifies the combination of object behaviours. While in CodA, object model combination is still a somewhat manual process, we propose that the architecture inherently provides for; the easier identification of points of conflict, isolation of the effects of changing a component, increased reusability of components derived from the combination of object models and easier management of the behaviour space. The addition of some simple annotations for describing component properties further enhances these qualities. The remainder of the paper is organized as follows. The next section details the CodA architecture and in particular, our approach to meta-level factoring. Sections 3,4 and 5 detail three object models implemented in CodA and section 6 discusses the combination of object models. We relate CodA to other work throughout the paper and summarize these relations in section 7. A further section concludes the paper and points out some directions for future work. Appended to the paper are the standard interface and default implementations for many of the meta-components discussed.
The CodA Meta-Architecture
The key concept in the design of the CodA meta-level architecture is the 'decomposition' or 'factoring' of the meta-level into fine-grained objects or metacomponents. When programming base-level object-oriented systems we typically factor out behaviour, create objects for each factor and then compose these objects into applications. The only difference here is that our 'applications' are object models which describe the operation of objects. That is, the meta-level is just an application whose domain happens to be the behaviour' of objects. In factoring the meta-level we developed a relatively generic model of object execution. The meta-level is defined as playing a number of roles in the description of base-level object behaviour. Each role is filled by a meta-component and corresponds to some behaviour such as; object execution (both mechanisms and resources), message passing, message to method mapping and object state maintenance. Roles may be filled by many different components and components can sometimes fill several roles. An object's behaviour is changed by explicitly redefining components or by extending the set of roles. Examples in later sections highlight this process.
The CodA meta-level architecture is largely run-time oriented. It does not provide integral support for language constructs like classes which are required for the static description of object behaviour. Rather, these constructs are borrowed from whatever language is used to implement CodA. For example, in the We use the term behaviour to denote how an object acts as opposed to what it does and so by nature, behaviour is a meta-level concept.
