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1. Introduction 
  
Every year, thousands of snacks, sodas and candy are purchased from the IEEE (Institute of 
Electrical and Electronics Engineers) Lounge at Worcester Polytechnic Institute. Electrical and Computer 
Engineering students love the convenience and happiness that the IEEE Lounge brings them every day. 
Not only can you purchase a snack or a drink, but the IEEE Lounge also provides comfortable coaches, 
staplers and other essential parts of an Electrical and Computer Engineering student’s life. 
It is clear that the IEEE Lounge is of great importance and appreciation; however, there are still 
several flaws in its functionality. The lounge currently operates under the “Honors System”. Basically, 
when a student purchases an item from the IEEE Lounge, they have two options. They can pay the 
money now or pay it back later. The majority of students who regularly purchase items from the IEEE 
Lounge tend to have a consistent ‘tab’ going. Unfortunately, the system at which those tabs are kept is 
rather sloppy, unprofessional and inefficient. With the current system, a student that purchases an item 
typically writes their name on the white board in the lounge and adds the price of that item to whatever 
their ‘tab’ currently is. This not only takes up excessive amounts of white board space, but it makes it 
difficult for IEEE members to keep track of student tabs. Many ECE students have rather poor 
handwriting, and often times it is difficult to read the tabs and/or who owns them. Additionally, who is 
stopping someone from simply erasing all of the tabs on the white board? Over the years, it has become 
evident that the IEEE Lounge needs a new and convenient system. 
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Figure 1: Current IEEE Lounge System 
 Above is a picture of the current system in the IEEE Lounge at WPI. As one can clearly see, the 
system currently in place is extremely unorganized. The white board is extremely cluttered and covered 
in messy notes of negative IEEE Lounge tabs. Also, note that the current system has no way of tracking 
inventory data for IEEE administrators. 
1.1 Problem Statement 
 
The IEEE Lounge at WPI currently operates under an unprofessional and inefficient “Honors 
System” that lacks proper record keeping. The objective of this project is to design a user account based 
system for the IEEE Lounge with a touch screen and RFID Reader interface. 
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2. Objective 
 
The objective was to design a user account based system for the IEEE Lounge with a touch 
screen and RFID Reader interface. To elaborate, this system will store and organize user account 
information and provide a more professional record of IEEE Lounge transactions. This system will help 
keep accurate IEEE Lounge inventory, as well as provide organized tallies of users’ current tabs. If a 
student is purchasing too many IEEE items without paying, the IEEE Lounge members can keep a close 
record of that and notify specific users with excessive negative tabs to pay up. 
3. Total Benefits 
3.1 Assists with IEEE Inventory 
 
 The IEEE Money Machine will greatly improve the way in which IEEE administrators track 
inventory. It will give exact data regarding which items are selling more than others are, and therefore, 
will assist in assuring that no food items go bad before they are purchased. 
 
Figure 2: Inventory Data 
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 The screenshot on the previous page shows the inventory data kept by the IEEE Money 
Machine. The IEEE administrators can log into an existing account called IEEEadministrator and change 
the number of each IEEE item in stock. 
3.2 Keeps and Organizes User Tabs 
 
The IEEE Money Machine will greatly improve the way in which IEEE administrators and IEEE 
users track and organize user tabs. It will give exact data regarding how much money is currently on a 
user’s account and/or how much money a user owes the IEEE Lounge. 
 
Figure 3: Tracking User Tabs 
 Above is a screenshot showing a user’s current negative balance. If the user would like to add 
money to his or her account, they can simply touch the ‘Add $1’ or ‘Add $0.25’ as many times as needed 
and then click ‘Confirm Money Added’. 
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3.3 Collects User Contact Information 
 
The IEEE Money Machine will collect user’s contact information when they first create an 
account. This information will include the student’s WPI email address. This way, the IEEE administrators 
can contact a user if they currently have a high negative balance. 
3.4 Maintains IEEE Customer Accountability 
 
 The IEEE Money Machine will make it so that the user feels more accountable for their negative 
tabs. As previously stated, when an IEEE Lounge user creates an account, they are required to give their 
contact information (WPI email address). This creates thoughts regarding accountability in users, 
especially in comparison to the current system in place (white board).  
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4. User Requirements 
 
The information gained from research and survey data gave a good idea of what a user would 
like to see in an IEEE Lounge Money Machine. Based on this information the following user 
requirements were compiled: 
4.1 Explicit User Requirements 
 RFID reader interface 
 Touch screen interface 
 One time step-by-step easy set-up and installation 
 Keep accurate user data 
 Keep user data organized 
4.2 Implicit User Requirements 
 Safe 
 Durable 
 Easy to use 
 Easy to setup 
 Easy to maintain 
 Easy to update 
 Long lasting  
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5. Design Approach 
 
 The following section details the design approach taken on this project, first it explains the 
project at an architectural overview level and then it does so with a much more detailed description of 
each module. 
5.1 Architectural Description 
 
The functional block diagram below shows the major functional modules of the IEEE Money 
Machine. 
 
Figure 4: Functional System Block Diagram 
 Above is a functional block diagram of the overall system design and architecture.  This system 
design is broken into four main modules that are then integrated together to fulfill the IEEE Money 
Machine’s user requirements and functionality. The first three modules focus to fulfill the ease of use 
user requirement.  
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The first module is the touch screen interface. Touch screen interfaces are generally the most 
user-friendly technologies for components such as this.  The second module is the entire user interface 
(UI), which complements the touch screen interface. The third module is the RFID reader, which makes 
it easy for users to login to the system. Lastly, there is the software development module. This module is 
where all of the programming for the user interface and the overall system is done to ensure proper 
implementation. 
6. Touch Screen Monitor 
 
The touch screen monitor that best fit for this project was the fifteen inch, Gvision P15BX. It was 
approximately four hundred dollars, and it provides accurate and responsive resistive touch screen 
technology. It also has built in speakers, just in case we decided to add some type of responsive sound 
related to the user interface. Additionally, it provides both USB and serial RS-232 interfaces for easy 
connection to a variety of POS, thin client or PC systems. It features a VESA mounting for easy wall or 
arm mounting to save space and has dual inputs for both digital and analog (DVI/VGA). 
 
Figure 5: GVision P15BX 
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6.1 Value Analysis 
6.2 Pros 
 Very affordable (cheapest option within spec) 
 Great reviews 
 Has wall mount in case we decide to take that route 
 Both DVI & VGA connection options 
6.3 Cons 
 Has slightly higher response time than others (16 ms) 
7. User Interface 
 
One of the main priorities of this project is to produce a system with a User Interface (UI) that 
users will find easy-to-use and enjoyably. The main concern for our project should be to keep the user 
happy in completing the task. In this case, the task is buying IEEE items. 
Table 1: User Interface 
User Interface 
Functionality Ensuring useful and prompt results 
Design Integrated into system to ensure user requirements 
Implementation Visual Studio 2010 – Coding primarily in Visual Basic 
Importance User satisfaction 
Leader Alan Lazaros – Email: alaz@wpi.edu 
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7.1 Examples 
 
Figure 6: IPod Nano 
 
Figure 7: UI - IPhone vs. Competitors 
  
Apple is famous for the “easy-to-use” user interface associated with all of their products. 
Clearly, our UI will be a bit different from some of the examples above. The IPod Nano especially, since it 
has no touch screen interface. Using apple products as examples of excellent user interfaces, however, 
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is immensely valuable for two main reasons. One, both examples highlight the important correlation 
between a product’s user interface and a product’s popularity amongst its users. Additionally, it 
demonstrates that a simple and effective user interface is usually what prevails in the end. 
7.2 Why User Interface is Important 
 
User interface is important because, for users, the user interface is the entire system. Understanding 
the user experience with the system, and where there are difficulties, are majorly important. This 
information alongside customer feedback should be used to find ways of improving  a product’s UI. 
Effective user interfaces should be visually apparent and forgiving, instilling in their users a sense of 
control. Users quickly see the breadth of their options, grasp how to achieve their goals, and do their 
work. Additionally, effective user interfaces should not concern the user with the inner workings of the 
system. User’s work must be carefully and continuously saved, with full option for the user to undo any 
activity at any time. Lastly, effective user interfaces should perform a maximum amount of work, while 
requiring a minimum amount of information and effort from its users. 
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7.3 The Five E’s 
 
7.4 Effective 
 User interface effectiveness represents the completeness and accuracy with which users achieve 
their goals. 
7.5 Efficient 
 User interface efficiency represents the speed (with accuracy) with which users can complete 
their tasks. 
7.6 Engaging 
 User interface engagement represents the degree to which the tone and style of the interface 
makes the product pleasant or satisfying to use. 
7.7 Error Tolerant 
 User interface error tolerance represents how well the design prevents errors or helps with 
recovery from those that do occur. 
7.8 Easy to Learn 
 User interface ease of learning represents how well the product supports both initial orientation 
and deepening understanding of its capabilities. 
Therefore, the User interface should be evaluated to assess whether the UI design is effective, 
efficient, engaging, error tolerant, and easy-to-learn. If it is not, the problems should be identified that 
are affecting the usability of the system so they they may be improved upon. 
7.9 Further Investigation 
 
Who are the users? This question focuses on the real (primary) users, but also considers other 
stakeholders (secondary users). What Characteristics do the users have? Some of the possible 
characteristics are as follows: Age, sex, culture, physical abilities and disabilities, educational 
background, computer/IT experience, motivation, attitude, enjoyment, satisfaction. What are the 
characteristics of the tasks? Some characteristics of the tasks are as follows: is it easy, complex, novel, 
variable, repetitive, frequent or infrequent, single tasks or multitasking, time critical, requiring individual 
or collaborative working? Are their safety issues? 
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7.10 Specific to IEEE Money Machine 
 
7.11 The Users 
 
7.12 Who they are 
 Primary users – Students at WPI majoring in ECE 
 Secondary users – Students at WPI not majoring in ECE 
7.13 Age 
 18 to 22 years old 
 35 to 55 years old 
7.14 Sex 
 Male or Female 
7.15 Computer/IT experience 
 Engineering students and teachers – High level of experience 
 
7.16 The Tasks 
 
7.17 Are the tasks easy? 
 Yes 
7.18 Are the tasks frequent? 
 Yes, daily 
7.19 Are the tasks time critical? 
 Yes, users are usually in a rush 
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7.20 Psychological Principles 
 
7.21 Users see what they expect to see 
 If the “OK” button is typically on the left of the “Delete” button, and a UI swaps these around, 
users may think they see the OK button on the left and erroneously press the Delete button. 
7.22 Users have difficulty focusing on more than one activity at a time 
 A user who is working in a busy environment, or in a hurry, may be distracted; so the UI should 
remind the user what he or she needs to do next. 
 It should flow almost naturally. 
7.23 It is easier to perceive a structured layout 
 It is difficult to perceive a button if the screen does not give you any clues, such as lines or 
shadow encompassing a clickable area. 
7.24 It is easier to recognize something than to recall it 
 Some UIs expect the user to recall esoteric information such as command names. This can be 
difficult, particularly for a novice user.  
 It is often better to make the information visible in the form of a menu or a button. 
 
 
 
 
 
 
 
 
20 
7.25 Additional Fundamental Principles 
 
7.26 Principle of consistency 
 
As users find it difficult to handle the unexpected, it is important to be consistent throughout 
the UI. For example, you should use colors in a consistent manner. If you use red to indicate danger, 
then always use red, rather than red sometimes and green at other times. The same applies to screen 
layout, such as positioning of buttons, and to all aspects of the UI design. 
7.27 Principle of exploiting prior knowledge 
 
As users perceive the screen using their prior knowledge, this provides the opportunity to draw 
on their Microsoft Windows operating system. It does this by presenting users with familiar image that 
allows them to apply their prior knowledge and experience of a physical calculator to the Windows 
version. 
7.28 Additional Project Specific Principles 
 
The user interface must stay consistent throughout all menus and buttons, and it must flow 
naturally because of people being in a hurry. It must be made clear as to which areas are “clickable”, and 
which are not. We must use windows based techniques for familiarity purposes. Each menu of the user 
interface, if possible, should be kept to one click. Additionally, we must limit the number of menus as 
much as possible without making each menu too complicated. 
  
 
 
21 
7.29 Flow Charts 
 
 
Figure 8: Top Level UI Flowchart 
 Above is a top-level flow chart for the IEEE Money Machine’s entire system user interface. It 
highlights all of the different options that the user has, and all of the different routes a user could take 
when using the system. 
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Figure 9: "Items and Prices" Flow Chart 
Above is a flow chart of the ‘Buy Item’ module of the IEEE Money Machine. It highlights all of the 
different purchases that the user can choose from and elaborates further to show that the system tallies 
the ‘Total Price’. 
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7.30 Ten Last Essential System Level Heuristics 
 
7.31 Visibility of system status 
 The system should always keep users informed about what is going on, through 
appropriate feedback within reasonable time. 
7.32 Match between system and the real world 
 The system should speak the users' language, with words, phrases and concepts familiar 
to the user, rather than system-oriented terms.  
 The system should follow real-world conventions, making information appear in a 
natural and logical order. 
7.33 User control and freedom 
 Users often choose system functions by mistake and will need a clearly marked 
"emergency exit" to leave the unwanted state without having to go through an 
extended dialogue. 
 Support undo and redo. 
7.34 Consistency and standards 
 Users should not have to wonder whether different words, situations, or actions mean 
the same thing. 
 Follow platform conventions. 
7.35 Error prevention 
 Even better than good error messages is a careful design, which prevents a problem 
from occurring in the first place.  
 Either eliminate error-prone conditions or check for them and present users with a 
confirmation option before they commit to the action. 
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7.36 Recognition rather than recall 
 Minimize the user's memory load by making objects, actions, and options visible. 
 The user should not have to remember information from one part of the dialogue to 
another. 
 Instructions for use of the system should be visible or easily retrievable whenever 
appropriate. 
7.37 Flexibility and efficiency of use 
 Accelerators, although often unseen by the novice user, may often speed up the 
interaction for the expert user such that the system can cater to both inexperienced and 
experienced users.  
 Allow users to tailor frequent actions. 
7.38 Aesthetic and minimalist design 
 Dialogues should not contain information which is irrelevant or rarely needed.  
 Every extra unit of information in a dialogue competes with the relevant units of 
information and diminishes their relative visibility. 
7.39 Help users recognize, diagnose, and recover from errors 
 Error messages should be expressed in plain language (no codes) 
 Precisely indicate the problem, and constructively suggest a solution. 
7.40 Help and documentation 
 Even though it is better if the system can be used without documentation, it may be 
necessary to provide help and documentation.  
 Any such information should be focused on the user's task and concrete steps to be 
carried out should be listed. 
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7.41 Actual IEEE Money Machine UI Design 
 
Figure 10: UI Design - Opening Screen 
 Above is the first screen that the user will always see at the start of using the IEEE Money 
Machine.  At this screen, the user has several different options. The first option that the user should 
take, if they have used the IEEE Money Machine before, is to swipe their student ID card with our RFID 
reader interface. If this is a first time user and they want the IEEE Money Machine to keep a tally of their 
account balance, he or she should simply click on the ‘New User’ button, and create an account login. 
However, if the user does not plan on purchasing items from the IEEE lounge often, pressing the ‘Guest’ 
button would log the user in for a quick, one-time use. Lastly, a user who does already have an account 
with the IEEE Money Machine, but does not have their card on them, should simply login with their 
username and password.  
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Figure 11: UI Design - Three Options Screen 
 Above is the screen corresponding to the main three options that a user has each time they use 
the IEEE Money Machine. The three options are ‘Buy Item’, ‘Add Money’, and ‘Check Balance’. The ‘Buy 
Item’ option makes it so that the user can purchase an item right then. The ‘Add Money’ option makes it 
so that a user can add money to their account, whether he or she currently has a negative or positive 
balance. The ‘Check Balance’ option makes it so that the user can login and check their current balance 
at their convenience. 
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Figure 12: UI Design - Amount Screen 
Above is the screen where the user pays now or adds money to their existing balance. The user 
can click any of the buttons corresponding to $1, $5, $10, or $20, as many times as necessary, and it will 
add that amount to the total after each individual click. If the user has an obscure amount of money to 
pay or add to their account, the user can click the ‘Enter Exact Amount’ button. The ‘Enter Exact 
Amount’ button is explained further on the next page. 
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Figure 13: UI Design - Exact Amount Screen 
 Above is the screen corresponding to the ‘Enter Exact Amount’ button. On this screen, the user 
simply inputs the exact amount that they would like to pay, down to the cent, and then clicks ‘Done’. 
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Figure 14: UI Design - Buy Items Screen 
Above is the ‘Buy Item’ portion of the IEEE Money Machine. As one can see, the buttons are well 
spaced and the colors of those buttons are specific to their intended purposes. This example is from the 
screen where our users choose what items they would like to purchase.  Each time the user touches one 
of the buttons corresponding to an item, the price of that particular item is added to the “Total Price”. 
 Once the user has clicked on all of the items that he or she wants to purchase, they can choose 
whether they want to ‘Pay Now’ or ‘Pay Later’. I would also like to point out that there is a ‘Back’ and 
‘Cancel’ button located on almost every page of the user interface. The ‘Back’ button provides a cushion 
for the user just in case they had pressed an incorrect button on the previous page. The “Cancel” button 
provides an even larger cushion for the user just in case they needed to cancel their entire order. This 
could be the case if the user simply messed up, or even changed his mind about whether or not he/she 
wanted to purchase an item from the IEEE lounge at all. 
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Figure 15: UI Design - Final Screen 
 Above is the results screen of the user interface. This is an example of the last screen a user will 
see after using the IEEE Money Machine. It provides all of the information corresponding to the 
transaction that just occurred. 
 
 
 
 
 
 
 
 
31 
8. Software Development and Programming 
 
Another main priority of this project is to produce a system that ensures product functionality 
based off the UI research and development. This section provides the integral part of the overall system 
design that incorporates the RFID reader, the touch screen interface and the UI design together as one. 
Table 2: Software Development and Programming 
Software Development and Programming 
Functionality Ensuring overall system functionality 
Design Based off of the UI research and development 
Implementation Programmed in Visual Studio & utilized Access Database 
Importance Integrate separate modules to function as one system 
Leader Sean Levesque – slevesque@wpi.edu 
 
 
8.1 Why Visual Studio / Visual Basic 
 
 For the software development of this project, it was quite apparent from the beginning as to 
which program and programming language would work best. Coding in Visual Basic and using the 
interface of Visual Studio was clearly the best for our objectives. 
 The main reason why this was so apparent is because we needed a program and a programming 
language that focuses on Rapid Application Development (RAD). Basically, Rapid Application 
Development means that that we needed a platform that could throw together many different forms 
and buttons to obtain simple results and solutions quickly. Additionally, Visual Studio and Visual Basic 
are made by Microsoft; therefore, all of the forms and buttons were already built into the system and 
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could be integrated together with ease. Lastly, Visual Basic and Visual Studio tend to be a more simple 
approach to less complex problems. Visual Basic has basic, easily understandable syntax that pleases 
most users trying to solve less complex problems. 
 
8.2 Software System Design Flowcharts 
 
 
 
Figure 16: Software Design Flowchart - Manual Login 
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 Above is a flow chart that describes the process by which the code was designed to implement a 
manual user login. This is generally for users who do not have their student ID cards handy at the time of 
a purchase. Firstly, the user is to enter in their already existing username and password into the system, 
and then hit the ‘Login’ button. The program will then check if the password matches the one that is 
currently stored in the database. If the password is incorrect, the program simply spits out an error 
message and prompts the user to re-enter their username and password. However, if the password is 
correct, the program begins to retrieve the user balance and icon data; and then it proceeds by entering 
the main screen. The main screen gives the user three different choices indicated by the three 
corresponding buttons represented as blue hexagons in the flow chart. A thorough examination of each 
of these user options is investigated in the next few flow charts and flow chart descriptions. 
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Figure 17: Software Design Flowchart - Buy Item Menu 
 
 Above is a flow chart that describes how the code was designed and implemented for a user 
purchasing an item from the IEEE Lounge. When a user chooses to buy an item, a screen is displayed 
with all of the different purchase options. Each time a user clicks on one of the buttons corresponding to 
an IEEE item, the software updates the counters and updates the “Total Amount”. The “Total Amount” is 
then displayed on the screen for the user’s convenience. 
 Once the user has clicked on all of the items that he or she wants to purchase, the software 
gives two remaining options. The user can choose to pay for the items or clear their purchase. If the user 
chooses to pay, the software would simply deduct the “Total Amount” from their current tab in the 
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database by updating their balance. Additionally, the inventory data is updated in order to keep track of 
what items are being sold more frequently from the IEEE Lounge. If the user were to hit the ‘clear’ 
button, the user would be able to start over and reselect any of the items that they want to purchase. 
This is designed so that the user has a buffer to make errors when clicking on which items to purchase. 
As research has shown, users change their mind about what items to purchase quite often. 
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Figure 18: Software Design Flowchart - Account Settings Menu 
 
 Above is a flow chart that describes how the code was designed and implemented for a user 
who wishes to adjust his or her account settings. In the initial design of the system, the only setting that 
the user can currently adjust is his or her icon preference. This portion of the software design is rather 
basic. There is an existing database that contains all of the generic windows icons, and a user can simply 
choose from those. The best part, however, is that a user can change the icon at any given time with 
very little hassle. 
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Figure 19: Software Design Flowchart - Balance Menu 
 
Above is a flow chart that describes how the code was designed and implemented if a user 
wanted to add money to their existing balance. When a user begins to click the buttons corresponding 
to 1$ or $0.25, the software constantly counts the money being added, but does not store anything into 
the database until the ‘Add Money’ button is clicked. Each time a user clicks on one of the buttons 
corresponding to an amount to add; the software updates the counters and the “Total Amount”. Again, 
the “Total Amount” is displayed on the screen for the user’s convenience. Additionally, the user has a 
buffer for error in that they can hit the clear button at any time to start over. Once the ‘Add Money’ 
button is clicked, however, the software updates the database and links to a thank you screen. After a 
few seconds, the software returns the user to the main menu login screen. 
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Figure 20: Software Design Flowchart -Swipe Card Function 
 
Above is a flow chart that describes the process by which the code was designed to implement a 
user swiping their student ID card to login. This is generally the best and fastest way for users to login to 
an already existing account. Firstly, the user is to swipe their student ID card. As soon as they do so, the 
software will almost instantaneously retrieve their current user icon and account balance. The program 
no longer needs to check any password matches or anything of that nature. The program simply 
proceeds by entering into the main screen. As described prior, the main screen gives the user three 
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different choices that are indicated by the three corresponding buttons represented as blue hexagons in 
the flow chart above. 
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9. RFID Reader and Security 
9.1 History 
 
Like many things, RFID arose as a solution to a problem. Back during World War II, everyone was 
using radar to track approaching friendly and enemy aircrafts. The problem was that they couldn’t 
identify the difference between friend and foe. The Germans realized that, if their pilots rolled their 
planes upon approach, the reflected radio signal changed; thus letting the radar operator know it is a 
friendly plane. Essentially, this was a rudimentary passive RFID setup. Then, under the guidance of 
Watson-Watt, head of a British secret project to develop what would come to be known as the identify 
friend or foe (IFF) system, was born. This system was used as a transmitter on each plane that would 
broadcast a signal when it received a radar signal that would identify the plane. It was at this point, that 
the concept of RFID was born. It was not until 1973 that the first patents were issued for actual 
active/passive RFID tags. 
Table 3: RFID Reader 
RFID Reader 
Functionality Read WPI RFID cards and ensure data security 
Design Utility drivers output data to text file 
Implementation Used utility drivers and integrated into existing system VB code 
Importance Required for easy user logins 
Leader Ethan Messier – ethanmessier@wpi.edu 
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Figure 21: AIR ID Enroll LEGIC 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
42 
9.2 Overview 
 
Today the basic design of an RFID tag reader is an oscillator -> Reader Antenna -> Rectifier -> 
Comparator -> Microcontroller, and on the card’s side, we have a tag antenna -> analog switch. 
 
Figure 22: RFID Tag Reader 
 Radio Frequency Identification Devices (RFID) are an automatic identification technology that 
captures encoded digital data in the RFID tags by utilizing radio waves. RFID tags are basically an 
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integrated circuit (IC) combined with a small antenna. The tags data is stored in the integrated circuit, 
and then the antenna transmits it to the reader when prompted. These tags come in a wide range of 
varieties. One classification of these tags are whether they are passive or active. The difference lies with 
the fact that passive tags have no battery; whereas, the active tags are self-powered with a battery. 
Another major classification is that the tags can be either read-only, or read/write, or a combination of 
the two. The combination of the two is when some permanent information is stored, but also their is 
enough room for information to be written or altered as well.  
 
 In passive RFID systems, the reader sends out an energy field, which provides power for the tag. 
Now awake, the tag can respond back to the reader. In contrast, an active RFID system has its own 
battery in the tag to boost its effective operating range. So, because of this battery, the active system is 
also able to support many other additional features which the passive system cannot. Once activated, 
these tags can send their data, via their antenna, through the reader to a computer, for whatever use 
this information was intended for. As a result, active tags cost more to produce, and can have a range of 
over 300 feet. Passive tags, however, are much cheaper to manufacture, generally between 7 and 20 
cents each, but their range is typically less than 20 feet (electronics.howstuffworks.com). 
 
At a basic level, each tag works in the same way: 
 Data stored within an RFID tag's microchip waits to be read. 
 The tag's antenna receives electromagnetic energy from an RFID 
reader's antenna. 
 Using power from its internal battery or power harvested from the 
reader's electromagnetic field, the tag sends radio waves back to the 
reader. 
 The reader picks up the tag's radio waves and interprets the frequencies 
as meaningful data. 
(electronics.howstuffworks.com) 
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9.3 RFID Specifications 
 
What differs from reader to reader, what is desirable, and how does one go about choosing the 
best reader for the job? RFID readers are usually specified by their frequency range, read and write 
capabilities, dimensions, environmental conditions, power supply, interface, operating ranges, weight, 
and standards/certifications. To choose the proper reader for the job each of these specifications need 
to be considered, but some may need more of an explanation than others. 
9.4 Frequency Range 
 
RFID products currently on the market operate at a variety of frequencies. Each frequency is 
targeted at specific geographical regions, applications and performance requirements. What this means 
is that when selecting a tag, one must first consider the general performance characteristics and the 
regulatory requirements associated with the permitted frequencies for the region of operation. Some 
companies develop integrated circuits (ICs) for their tags that possess frequency agility. This allows for 
operation at many different frequencies ranges but with a single design. The actual frequency of 
operation for a particular tag, however, is determined by the tag 's antenna design, but the same IC can 
be used regardless of which frequency is required. 
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9.5 Read and Write Capabilities 
 
This specification comes down to the intended use of the device, whether it needs to be able to 
read and write to the card, or simply just read off the data from the tag. With the ability to write comes 
the ability to dynamically change data stored on the tag, which may be undesirable for some 
applications. One way of preventing this is with the use of a read-only RFID tag, once this tag is 
programmed, the data cannot be altered. On the other hand, by using read/write technology, this allows 
alteration of data content of the tag to fit changing needs. By choosing this method, if it is wanted, you 
can even permanently lock the data on the tag on a byte-by-byte basis at the time and place of your 
choosing. This makes the data permanent.  So by choosing read/write over read-only technology, you 
get a wider variety of uses out of your device, but still retain the benefits of a read-only system. 
9.6 Operating Range 
 
 The operating range is the physical distance between the tag and the RFID device, at which 
proper operation can be sustained. This specification varies greatly, and depends on many factors. Some 
of these factors include whether or not it has active or passive tags, read or write, material used, tag 
size, intended use, etc. In some cases, a big operation range may be detrimental; it may interfere with 
other operations, or may be a security risk. For most commercial reader uses, however, the range is 
merely a 1-3 inches for passive tags. 
9.7 Standards/Certifications 
 
Standards play an important role in the selection of RFID technology.  This ensures compatibility 
and interoperability with other products meeting at the same standards, and it protects your investment 
against becoming obsolete. When purchasing RFID devices, it is imperative to make sure the company 
complies with all relevant, adopted and emerging, national and international standards.  
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9.8 Physical Concerns 
 
Many things come into play when deciding which RFID device is right for a certain application. 
Some examples are the environment that it will be used in, the space available, how it will be docked, 
what is near the device, etc. Therefore, the how and where the tag will be used play a huge role in 
determining the right fit for a given application. The performance of the device can differ depending on 
what materials are adjacent to the tag. Other environmental conditions, such as temperature and 
humidity, may also affect performance. Companies make RFID devices of varying sizes, and for varied 
environments, so all this must be looked into before making a decision on which RFID device is right for 
each application.  
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9.9 Problems 
 
 As convenient as RFID may be, it is not without its problems. For one, global standards are still 
being worked on. Therefore, each company develops their devices with their own RFID system. This 
means that a user needs a new reader device for each system someone wants to utilize, which can get 
cumbersome. To get around this problem, some companies use integrated circuits (ICs) to make their 
devices more flexible, and work for varying ranges of frequencies. Other problems include disruption 
and reader/tag collision, which can cause minor hang-ups. However, the major problem with RFID 
systems is in security and privacy. 
 Anyone with a proper RFID reader can read your RFID tag, or worse, alter or steal important 
data. These problems are constantly being worked on today. One such example of a solution is blocking. 
By using certain materials, you can block RFID tags. What this means is that by keeping the tag in this 
case, it blocks signals so the card cannot be read or written to. However, this can be a nuisance for some 
applications where a separate sleeve or case of some kind is not practical. It also generally increases 
costs. 
9.10 Encryption 
 
Why encrypt files on your computer: 
 Encryption is a very effective way to attain data security. 
 Makes file contents unrecognizable to any applications or people looking around a 
computer. 
 Guarantees personal information is stored securely. 
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9.11 Software Encryption 
 
 Key based encryption is the process of encoding information with an algorithmic scheme of 
some kind, which is accompanied by a key, so that the only way to decode it is by knowing that specific 
key. There are three typical types of this encryption, 40-bit, 64-bit, and 128-bit. These keys, or ciphers, 
are a string of bits allowing you to encrypt and decrypt data. By applying a key to your data you can 
encrypt it, and the only way to decrypt it is by reapplying the same key to the encoded data. In general, 
the longer the length of a key, the more difficult it is to break the encryption. Besides altering the length, 
there are other techniques developed to make encryption harder to break. Some of these methods 
include things such as substitution, random substitution, symmetric, and asymmetric systems (which 
makes use of digital signatures). Each of which has their own different strengths and uses. 
 Encryption can be applied to all sorts of things. For example, emails, texts, wireless signals, files, 
folders, or entire drives. When an entire drive is encrypted it must first be “mounted”, which utilizes the 
correct decryption key, before the drive can actually be used. Once mounted, the drive works like any 
other normal drive, but once the user is finished using the drive it is dismounted. This returns the drive 
to an encrypted state making it secure against programs, Trojan horses, spyware, and other forms of 
data snooping around your computer. 
In recent years, a controversy has risen over so-called “strong encryption”. This refers to ciphers 
that are essentially unbreakable without the decryption keys. While most companies and their 
customers view it as a means of keeping secrets and minimizing fraud, some governments view strong 
encryption as a potential vehicle by which terrorists might evade authorities. These governments, 
including that of the United States, want to set up a key-escrow arrangement. This means that everyone 
who uses a cipher would be required to provide the government with a copy of the key. Decryption keys 
would be stored in a supposedly secure place, used only by authorities, and used only if backed up by a 
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court order. Opponents of this scheme argue that criminals could hack into the key-escrow database 
and illegally obtain, steal, or alter the keys. Supporters claim that while this is a possibility, implementing 
the key escrow scheme would be better than doing nothing to prevent criminals from freely using 
encryption/decryption. (http://searchsecurity.techtarget.com/sDefinition/0,,sid14_gci212062,00.html)  
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9.12 Interface 
9.13 Serial Port Communications 
 
Figure 23: Serial Port Communication 
 A serial port is a serial communication physical interface through which 1 bit is transmitted at a 
time. It is primarily used to connect a computer to devices such as terminals or peripherals, such as 
mice, keyboard, etc. Now-a-days USB is more widely used, so a serial-to-USB converter can be used. 
However serial ports are still in wide use amongst scientific instruments, consumer/industrial products, 
server diagnostics, and network equipment such as routers. They are still used because serial ports are 
cheap, simple, their console functions are highly standardized and widespread, and serial ports require 
little support software from the host system. 
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9.14 Settings 
 
One main concern when performing serial port communications is that there are many settings 
that need to be matched for serial connections used for asynchronous start-stop communication. The 
speed, number of data bits per character, parity, and number of stop bits per character are just some 
settings that need to be considered. Luckily in modern serial ports using a UART integrated circuit, all 
settings are usually software-controlled. One of the simplifications made in such serial bus standards as 
Ethernet, FireWire, and USB is that many of those parameters have fixed values so that users cannot and 
need not change the configuration; the speed is either fixed or automatically negotiated. Often if the 
settings are not matched correctly the connection will not be dropped, but any data received on the 
other end will be perceived as nonsense.  
9.15 Speed 
 
  The most important part of the speed setting is that the port speed and device speed must be 
matched. Serial ports use two-level (binary) signaling, so the data rate in bits per second is equal to the 
symbol rate in bauds. A standard series of rates is based on multiples of the rates for electromechanical 
teleprinters; some serial ports allow many arbitrary rates to be selected. The capability to set a bit rate 
does not imply that a working connection will result, what bit rates are possible depends on the serial 
port. Some devices don’t even use bit rates from the teleprinter series, and then some serial port 
systems will detect bit rates automatically. One key fact to keep in mind when dealing with speed is that 
the effective data rate is slightly lower than the actual bit transmission rate. This is due to framing bits 
which are sent with each transmission which help to identify the transmission. 
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9.16 Data Bits 
 
The number of data bits in each character can be 5 (for Baudot code), 6 (rarely used), 7 (for true 
ASCII), 8 (for any kind of data, as this matches the size of a byte), or 9 (rarely used). 8 data bits are 
almost universally used in newer applications. 5 or 7 bits generally only make sense with older 
equipment such as teleprinters. 
Most serial communications designs send the data bits within each byte LSB (Least Significant Bit) first. 
This standard is also referred to as "little endian". Also possible, but rarely used, is "big endian" or MSB 
(Most Significant Bit) first serial communications. (See Endianness for more about bit ordering.) The 
order of bits is not usually configurable, but data can be byte-swapped only before sending. 
9.17 Parity 
 
Parity is a method of detecting errors in data transmission. When parity is used with a serial 
port, an extra data bit is sent with each data character, arranged so that the number of 1 bits in each 
character, including the parity bit, is always odd or always even. If a byte is received with the wrong 
number of 1s, then it knows that the data sent must have been corrupted. However, an even number of 
errors can pass the parity check. A single parity bit does not allow implementation of error correction on 
each character, and communication protocols over serial data links will have higher-level mechanisms to 
ensure data validity and request retransmission of data that has been incorrectly received. Odd parity is 
more common than even, since it ensures that at least one state transition occurs in each character, 
which makes it more reliable.  
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9.18 Stop Bits 
 
Stop bits are sent at the end of every character. This allows the receiving signal hardware to 
recognize the end of a character and if needed, resynchronize with the character stream. Primarily most 
electronic devices usually use only one stop bit. 
9.19 Conventional Notation 
 
The D/P/S (Data/Parity/Stop) conventional notation specifies the framing of a serial connection. 
The most common usage on microcomputers is 8/N/1 (8N1). This specifies 8 data bits, no parity, 1 stop 
bit. It is important to take notation into account because if the receiver is expecting a different notation, 
the data may be misinterpreted. So the sender and receiver must be matched. 
9.20 Flow Control 
 
This refers to a serial port using signals in the interface to pause and resume the transmission of 
data. Common hardware handshake signals use the RS-232 RTS/CTS, DTR/DSR signal circuits. Generally, 
the RTS and CTS are turned off and on from alternate ends to control data flow, for instance when a 
buffer is almost full. DTR and DSR are usually on all the time and are used to signal from each end that 
the other equipment is actually present and powered-up (http://en.wikipedia.org/). That is just one 
method used, another common method is XON/XOFF, but this sends data in the opposite direction, to 
the sender. 
In this method, the XON character lets the sender know that the receiver is ready for more data, 
and the XOFF character says to the sender, stop sending data until a XON character is sent again. There 
is an issue with this method however, if all possible values of a character must be sent as user data, 
XON/XOFF handshaking presents difficulties since these codes may appear in user data. Control 
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characters sent as part of the data stream, must be sent as part of an escape sequence to prevent data 
from being interpreted as flow control. Since no extra signal circuits are required, XON/XOFF flow 
control can be done on a 3 wire interface (http://en.wikipedia.org/). 
10. Product Results and Functionality 
 
 Once all of the individual modules were finished, they needed to be integrated together to form 
the complete IEEE Money Machine. This system has been integrated and tested in stages until the entire 
system was functioning as a whole. It is anticipated that the IEEE Money Machine will be put to use in 
the IEEE Lounge starting next year, and will be maintained by the IEEE Administrators. 
12. Conclusion 
 
The IEEE Lounge at WPI currently operates under an unprofessional and inefficient “Honors 
System” that lacks proper record keeping. The objective of this project is to design a user account based 
system for the IEEE Lounge with a touch screen and RFID Reader interface. 
To elaborate, this system will store and organize user account information and provide a more 
professional record of IEEE Lounge transactions. This system will help keep accurate IEEE Lounge 
inventory, as well as provide organized tallies of user’s current ‘tabs’. If a student is purchasing too many 
IEEE items without paying, the IEEE Lounge members can keep close record of that and notify the proper 
user to pay up. 
The IEEE Money Machine system design is broken into four main modules that are then 
integrated together to fulfill the Money Machine’s user requirements and functionality. The first three 
modules focus to fulfill the ease of use user requirement. The first module is the touch screen interface. 
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Touch screen interfaces are generally the most user friendly.  The second module is the entire user 
interface, which compliments the touch screen interface. The third module is the RFID reader, which 
makes it easy for users to login to the system. Lastly, there is the software development module. This 
module is where all of the programming for the user interface is done to ensure proper implementation. 
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Appendix A: Software System Design – VB Code 
 
Imports System.IO 
Imports System.Text 
Imports System.Threading 
 
 
 
    Public Class Form1 
    Dim Total = 0 
    Dim userName = "" 
    Dim currentBalance = 0 
    Dim moneyAdded As Double 
    Dim once = 0 
    Dim ID = "" 
    Private trd As Thread 
    Dim swipe As Boolean 
    Dim temp 
 
    '--------------------------------------------Threading Stuff-------------------------
--------------------------------------- 
    Private Sub ThreadTask() 
 
        Do 
            'Dim temp = "" 
            Dim fileReader As String 
            fileReader = My.Computer.FileSystem.ReadAllText("J:\Program Files\RF 
IDeas\CmdpcProx\finalID.txt") 
            temp = fileReader 
            If temp <> ID Then 
                ID = temp 
                swipeIn() 
            End If 
            Thread.Sleep(100) 
        Loop 
    End Sub 
 
    '--------------------------------------------Functions-------------------------------
--------------------------------- 
    Private Sub Form1_Load(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles MyBase.Load 
        'TODO: This line of code loads data into the 'MMDBDataSet.members1' table. You 
can move, or remove it, as needed. 
        Me.Members1TableAdapter.Fill(Me.MMDBDataSet.members1) 
        'TODO: This line of code loads data into the 'MMDBDataSet.Inventory' table. You 
can move, or remove it, as needed. 
        Me.InventoryTableAdapter.Fill(Me.MMDBDataSet.Inventory) 
        'TODO: This line of code loads data into the 'MMDBDataSet.members' table. You can 
move, or remove it, as needed. 
        Me.MembersTableAdapter.Fill(Me.MMDBDataSet.members) 
        'Shell("J:\Program Files\RF IDeas\CmdpcProx\bgIDReader.bat") 
        'System.Diagnostics.Process.Start("J:\Program Files\RF 
IDeas\CmdpcProx\bgIDReader.bat") 
        trd = New Thread(AddressOf ThreadTask) 
        trd.IsBackground = True 
        trd.Start() 
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    End Sub 
 
    Delegate Sub SetTextCallback(ByVal [text] As String) 
 
    Private Sub SetText(ByVal [text] As String) 
        Label19.Text = [text] 
    End Sub 
 
    Private Function swipeIn() As String 
        Dim swipingUser As String 
        Dim newID = ID.ToString 
        Dim tempID = newID.TrimEnd 
        swipingUser = Members1TableAdapter.getUser(tempID) 
 
        If Label19.InvokeRequired Then 
            ' It's on a different thread, so use Invoke. 
            Dim d As New SetTextCallback(AddressOf SetText) 
            Me.Invoke(d, New Object() {swipingUser}) 
        End If 
 
        Label19.Text = swipingUser 
 
 
        Return 0 
    End Function 
 
    Private Function clearItems() As String 
        Total = 0 
        numberOfSoda.Text = 0 
        numberOfSoda.Visible = False 
 
        numberOfIT.Text = 0 
        numberOfIT.Visible = False 
 
        numberOfSnapple.Text = 0 
        numberOfSnapple.Visible = False 
 
        numberOfIzze.Text = 0 
        numberOfIzze.Visible = False 
 
        numberOfEnergy.Text = 0 
        numberOfEnergy.Visible = False 
 
        numberOfCandy.Text = 0 
        numberOfCandy.Visible = False 
 
        numberOfChips.Text = 0 
        numberOfChips.Visible = False 
 
        numberOfPretzels.Text = 0 
        numberOfPretzels.Visible = False 
 
        numberOfOther.Text = 0 
        numberOfOther.Visible = False 
 
        itemTotalLabel.Text = Total 
        Return 0 
    End Function 
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    Protected Overrides Sub Finalize() 
        MembersTableAdapter.Update(MMDBDataSet) 
        InventoryTableAdapter.Update(MMDBDataSet) 
        MMDBDataSet.AcceptChanges() 
        MyBase.Finalize() 
    End Sub 
 
    '--------------------------------------------User stuff------------------------------
---------------------------------- 
    Private Function Login(ByVal userName As String) As String 
        Dim currentPassword 
        Dim return_variable 
 
        'guest conditions 
        If userName = "guest" Then 
            accountSettingsButton.Enabled = False 
            checkBalanceButton.Enabled = False 
            Return 0 
 
        End If 
 
        'retrieve password from DB 
        currentPassword = MembersTableAdapter.retrievePassword(userName) 
 
        If currentPassword = passwordBox.Text Or swipe = True Then 
            'swipe condition 
            swipe = False 
            'correct password 
            welcomeUserLabel.Text = userName 
            Total = 0 
            itemTotalLabel.Text = 0 
            currentBalance = MembersTableAdapter.retrieveBalance(userName) 
            welcomeUserLabel.Text = userName 
            'break 
            TabControl1.SelectedIndex = 1 
            return_variable = 0 
        Else 
            'incorrect password 
            return_variable = 1 
        End If 
        Return return_variable 
    End Function 
 
    Private Function Logout() As String 
        once = once + 1 
        userNameBox.Text = "" 
        passwordBox.Text = "" 
 
        accountSettingsButton.Enabled = True 
        checkBalanceButton.Enabled = True 
 
        Total = 0 
        TabControl1.SelectedIndex = 0 
        clearItems() 
 
        TabControl1.SelectedIndex = 0 
        itemTotalLabel.Text = 0 
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        Return 0 
    End Function 
 
    '--------------------------------------------Nav stuff-------------------------------
--------------------------------- 
    Private Sub logOut1_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles logOutButton1.Click 
        Logout() 
    End Sub 
 
    Private Sub LogOut2_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles logOutButton2.Click 
        Logout() 
    End Sub 
 
    Private Sub logOutButton3_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles logOutButton3.Click 
        Logout() 
    End Sub 
 
    Private Sub Guest_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles guestButton.Click 
        userName = "guest" 
        Login(userName) 
        TabControl1.SelectedIndex = 1 
    End Sub 
 
    Private Sub login_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles loginButton.Click 
        userName = userNameBox.Text 
 
        If userName <> "" Then 
            If Login(userName) = 0 Then 
                TabControl1.SelectedIndex = 1 
            Else 
                TabControl1.SelectedIndex = 0 
                MsgBox("Incorrect Username or Password") 
            End If 
        End If 
 
    End Sub 
 
    Private Sub buyMenu_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles buyMenuButton.Click 
        TabControl1.SelectedIndex = 2 
    End Sub 
 
    Private Sub checkBalance_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles checkBalanceButton.Click 
        currentBalance = MembersTableAdapter.retrieveBalance(userName) 
        BalanceLabel1.Text = currentBalance 
        TabControl1.SelectedIndex = 3 
    End Sub 
 
    Private Sub addMoney_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) 
        TabControl1.SelectedIndex = 4 
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    End Sub 
 
    Private Sub backButton1_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles backButton1.Click 
        TabControl1.SelectedIndex = 1 
        clearItems() 
    End Sub 
 
    Private Sub backButton2_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles backButton2.Click 
        TabControl1.SelectedIndex = 1 
    End Sub 
 
    Private Sub backButton3_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles backButton3.Click 
        TabControl1.SelectedIndex = 1 
    End Sub 
 
    Private Sub confirmButton_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles confirmButton.Click 
        TabControl1.SelectedIndex = 1 
    End Sub 
 
    Private Sub backButton4_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles backButton4.Click 
        TabControl1.SelectedIndex = 1 
    End Sub 
 
    '--------------------------------------------Buy Menu stuff--------------------------
------------------------------------ 
    Private Sub Soda_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles Button7.Click 
        numberOfSoda.Text = numberOfSoda.Text + 1 
        If numberOfSoda.Text = 0 Then 
            numberOfSoda.Visible = False 
        Else 
            numberOfSoda.Visible = True 
        End If 
        Total = Total + 0.75 
        itemTotalLabel.Text = Total 
    End Sub 
 
    Private Sub IT_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles Button8.Click 
        numberOfIT.Text = numberOfIT.Text + 1 
        If numberOfIT.Text = 0 Then 
            numberOfIT.Visible = False 
        Else 
            numberOfIT.Visible = True 
        End If 
        Total = Total + 0.75 
        itemTotalLabel.Text = Total 
    End Sub 
 
    Private Sub Snapple_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles Button9.Click 
        numberOfSnapple.Text = numberOfSnapple.Text + 1 
        If numberOfSnapple.Text = 0 Then 
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            numberOfSnapple.Visible = False 
        Else 
            numberOfSnapple.Visible = True 
        End If 
        Total = Total + 1 
        itemTotalLabel.Text = Total 
    End Sub 
 
    Private Sub Izze_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles Button10.Click 
        numberOfIzze.Text = numberOfIzze.Text + 1 
        If numberOfIzze.Text = 0 Then 
            numberOfIzze.Visible = False 
        Else 
            numberOfIzze.Visible = True 
        End If 
        Total = Total + 1 
        itemTotalLabel.Text = Total 
    End Sub 
 
    Private Sub Energy_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles Button11.Click 
        numberOfEnergy.Text = numberOfEnergy.Text + 1 
        If numberOfEnergy.Text = 0 Then 
            numberOfEnergy.Visible = False 
        Else 
            numberOfEnergy.Visible = True 
        End If 
        Total = Total + 1.5 
        itemTotalLabel.Text = Total 
    End Sub 
 
    Private Sub Candy_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles Button15.Click 
        numberOfCandy.Text = numberOfCandy.Text + 1 
        If numberOfCandy.Text = 0 Then 
            numberOfCandy.Visible = False 
        Else 
            numberOfCandy.Visible = True 
        End If 
        Total = Total + 0.5 
        itemTotalLabel.Text = Total 
    End Sub 
 
    Private Sub Chips_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles Button14.Click 
        numberOfChips.Text = numberOfChips.Text + 1 
        If numberOfChips.Text = 0 Then 
            numberOfChips.Visible = False 
        Else 
            numberOfChips.Visible = True 
        End If 
        Total = Total + 0.75 
        itemTotalLabel.Text = Total 
    End Sub 
 
    Private Sub Pretzels_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles Button13.Click 
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        numberOfPretzels.Text = numberOfPretzels.Text + 1 
        If numberOfPretzels.Text = 0 Then 
            numberOfPretzels.Visible = False 
        Else 
            numberOfPretzels.Visible = True 
        End If 
        Total = Total + 1 
        itemTotalLabel.Text = Total 
    End Sub 
 
    Private Sub Other_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles Button12.Click 
        numberOfOther.Text = numberOfOther.Text + 1 
        If numberOfOther.Text = 0 Then 
            numberOfOther.Visible = False 
        Else 
            numberOfOther.Visible = True 
        End If 
        Total = Total + 0.75 
        itemTotalLabel.Text = Total 
    End Sub 
 
    Private Sub clearItemsButton_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles clearItemsButton.Click 
        clearItems() 
    End Sub 
 
    Private Sub payNowButton_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles payNowButton.Click 
        Dim newBalance = 0 
        newBalance = currentBalance - Total 
        MembersTableAdapter.updateBalance(newBalance, userName) 
        clearItems() 
        TabControl1.SelectedIndex = 4 
 
        'updateInventory 
 
    End Sub 
 
    '--------------------------------------------Add Money stuff-------------------------
------------------------------------- 
    Private Sub confirmAddMoneyButton_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles confirmAddMoneyButton.Click 
        Dim newBalance As Double = moneyAdded + currentBalance 
        MembersTableAdapter.updateBalance(newBalance, userName) 
        currentBalance = MembersTableAdapter.retrieveBalance(userName) 
        BalanceLabel1.Text = currentBalance 
        moneyAdded = 0 
        addMoneyBox.Text = moneyAdded 
    End Sub 
 
    Private Sub Add25_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles Add25.Click 
        moneyAdded += 0.25 
        addMoneyBox.Text = moneyAdded 
    End Sub 
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    Private Sub Add1_Click(ByVal sender As System.Object, ByVal e As System.EventArgs) 
Handles Add1.Click 
        moneyAdded += 1 
        addMoneyBox.Text = moneyAdded 
    End Sub 
 
    Private Sub clearAmount_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles clearAmountButton.Click 
        moneyAdded = 0 
        addMoneyBox.Text = moneyAdded 
    End Sub 
 
    '--------------------------------------------Account stuff---------------------------
----------------------------------- 
    Private Sub accountSettingsButton_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles accountSettingsButton.Click 
        TabControl1.SelectedIndex = 6 
    End Sub 
 
    '--------------------------------------------New User stuff--------------------------
------------------------------------ 
 
    Private Sub createUserButton_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles createUserButton.Click 
        Dim newUser = newUsernameBox.Text 
        Dim NewPass = passBox.Text 
        Dim NewBal As Long = currentTabBox.Text 
        MembersTableAdapter.AddUser(newUser, NewBal, NewPass) 
        TabControl1.SelectedIndex = 0 
        newUsernameBox.Text = "" 
        rePassBox.Text = "" 
        passBox.Text = "" 
        currentTabBox.Text = "" 
    End Sub 
 
    Private Sub rePassBox_TextChanged(ByVal sender As Object, ByVal e As 
System.EventArgs) Handles rePassBox.TextChanged 
        If passBox.Text = rePassBox.Text Then 
            createUserButton.Enabled = True 
        Else 
            createUserButton.Enabled = False 
        End If 
    End Sub 
 
    Private Sub PassBox_TextChanged(ByVal sender As Object, ByVal e As System.EventArgs) 
Handles passBox.TextChanged 
        If passBox.Text = rePassBox.Text Then 
            createUserButton.Enabled = True 
        Else 
            createUserButton.Enabled = False 
        End If 
    End Sub 
 
    Private Sub newUserButton_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles newUserButton.Click 
        createUserButton.Enabled = False 
        TabControl1.SelectedIndex = 7 
    End Sub 
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    '--------------------------------------------Debugging stuff-------------------------
------------------------------------- 
 
 
    Private Sub Label19_TextChanged(ByVal sender As Object, ByVal e As System.EventArgs) 
Handles Label19.TextChanged 
        userName = Label19.Text 
        swipe = True 
        Login(userName) 
 
    End Sub 
End Class 
 
Appendix B: RFID Reader Code 
 
C Code 
 
using System; 
using System.Text; 
using System.Drawing; 
using System.IO.Ports; 
 
/// enumeration to hold our transmission types 
public enum TransmissionType { Text, Hex } 
  
/// enumeration to hold our message types 
public enum MessageType { Incoming, Outgoing, Normal, Warning, Error }; 
 
#Variables 
//transmission property variables 
private string _baudRate = string.Empty; 
private string _parity = string.Empty; 
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private string _stopBits = string.Empty; 
private string _dataBits = string.Empty; 
private string _portName = string.Empty; 
private TransmissionType _transType; 
private RichTextBox _displayWindow; 
//global 
private Color[] MessageColor = { Color.Blue, Color.Green, Color.Black, Color.Orange, Color.Red }; 
private SerialPort comPort = new SerialPort(); 
#end variables 
 
#Manager Properties 
/// hold the BaudRate 
public string BaudRate 
{ 
    get { return _baudRate; } 
    set { _baudRate = value; } 
} 
  
/// hold the Parity 
public string Parity 
{ 
    get { return _parity; } 
    set { _parity = value; } 
} 
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/// hold the StopBits 
public string StopBits 
{ 
    get { return _stopBits; } 
    set { _stopBits = value; } 
} 
  
/// hold the DataBits 
public string DataBits 
{ 
    get { return _dataBits; } 
    set { _dataBits = value; } 
} 
  
/// hold the PortName 
public string PortName 
{ 
    get { return _portName; } 
    set { _portName = value; } 
} 
  
/// hold our TransmissionType 
public TransmissionType CurrentTransmissionType 
{ 
    get{ return _transType;} 
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    set{ _transType = value;} 
} 
#end Manager Properties 
  
#Manager Constructors 
/// set the properties of our Manager Properties 
/// <param name="baud">Desired BaudRate</param> 
/// <param name="par">Desired Parity</param> 
/// <param name="sBits">Desired StopBits</param> 
/// <param name="dBits">Desired DataBits</param> 
/// <param name="name">Desired PortName</param> 
public CommunicationManager(string baud, string par, string sBits, string dBits, string name, 
RichTextBox rtb) 
{ 
    _baudRate = baud; 
    _parity = par; 
    _stopBits = sBits; 
    _dataBits = dBits; 
    _portName = name; 
    _displayWindow = rtb; 
    //now add an event handler 
    comPort.DataReceived += new SerialDataReceivedEventHandler(comPort_DataReceived); 
} 
  
/// set properties of serial port communicator to nothing 
public CommunicationManager() 
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{ 
    _baudRate = string.Empty; 
    _parity = string.Empty; 
    _stopBits = string.Empty; 
    _dataBits = string.Empty; 
    _portName = "COM1"; 
    _displayWindow = null; 
    //add event handler 
    comPort.DataReceived+=new SerialDataReceivedEventHandler(comPort_DataReceived); 
} 
#end Constructors 
Write Data Function 
 
#WriteData 
public void WriteData(string msg) 
{ 
    switch (CurrentTransmissionType) 
    { 
        case TransmissionType.Text: 
            //first make sure the port is open 
            //if its not open then open it 
            if (!(comPort.IsOpen == true)) comPort.Open(); 
            //send the message to the port 
            comPort.Write(msg); 
            //display the message 
            DisplayData(MessageType.Outgoing, msg + "\n"); 
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            break;                  
        case TransmissionType.Hex: 
            try 
            { 
                //convert the message to byte array 
                byte[] newMsg = HexToByte(msg); 
                //send the message to the port 
                comPort.Write(newMsg,0,newMsg.Length); 
                //convert back to hex and display 
                DisplayData(MessageType.Outgoing, ByteToHex(newMsg) + "\n"); 
            } 
            catch (FormatException ex) 
            { 
                //display error message 
                DisplayData(MessageType.Error, ex.Message); 
            } 
            finally 
            { 
                _displaywindow.SelectAll(); 
            } 
            break;               
        default: 
            //first make sure the port is open 
            //if its not open then open it 
            if (!(comPort.IsOpen == true)) comPort.Open(); 
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            //send the message to the port 
            comPort.Write(msg); 
            //display the message 
            DisplayData(MessageType.Outgoing, msg + "\n"); 
            break;  
            break; 
    } 
}        
#end WriteData 
 
# ByteToHex 
/// convert byte array into hex string 
/// <param name="comByte">byte array to convert</param> 
/// <returns>a hex string</returns> 
private string ByteToHex(byte[] comByte) 
{ 
    //create a new StringBuilder object 
    StringBuilder builder = new StringBuilder(comByte.Length * 3); 
    //loop through each byte in the array 
    foreach (byte data in comByte) 
        //convert the byte to a string and add to the stringbuilder 
        builder.Append(Convert.ToString(data, 16).PadLeft(2, '0').PadRight(3, ' ')); 
    //return the converted value 
    return builder.ToString().ToUpper(); 
} 
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#end ByteToHex 
 
# DisplayData 
/// method to display the data to & from the port 
/// on the screen 
/// <param name="type">MessageType of the message</param> 
/// <param name="msg">Message to display</param> 
[STAThread] 
private void DisplayData(MessageType type, string msg) 
{ 
    _displaywindow.Invoke(new EventHandler(delegate 
{ 
  _displaywindow.SelectedText = string.Empty; 
  _displaywindow.SelectionFont = new Font(_displaywindow.SelectionFont, FontStyle.Bold); 
  _displaywindow.SelectionColor = MessageColor[(int)type]; 
  _displaywindow.AppendText(msg); 
  _displaywindow.ScrollToCaret(); 
})); 
} 
#end DisplayData 
 
# OpenPort 
public bool OpenPort() 
{ 
    try 
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    { 
        //first check if the port is already open 
        //if its open then close it 
        if (comPort.IsOpen == true) comPort.Close(); 
  
        //set the properties of our SerialPort Object 
        comPort.BaudRate = int.Parse(_baudRate);    //BaudRate 
        comPort.DataBits = int.Parse(_dataBits);    //DataBits 
        comPort.StopBits = (StopBits)Enum.Parse(typeof(StopBits),_stopBits);    //StopBits 
        comPort.Parity = (Parity)Enum.Parse(typeof(Parity),_parity);    //Parity 
        comPort.PortName = _portName;   //PortName 
        //now open the port 
        comPort.Open(); 
        //display message 
        DisplayData(MessageType.Normal, "Port opened at " + DateTime.Now + "\n"); 
        return true; 
    } 
    catch (Exception ex) 
    { 
        DisplayData(MessageType.Error, ex.Message); 
        return false; 
    } 
} 
#end OpenPort 
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# comPort_DataReceived 
03 /// method that will be called when theres data waiting in the buffer 
05 /// <param name="sender"></param> 
06 /// <param name="e"></param> 
void comPort_DataReceived(object sender, SerialDataReceivedEventArgs e) 
{ 
    //determine the mode the user selected (binary/string) 
    switch (CurrentTransmissionType) 
    { 
        //user chose string 
        case TransmissionType.Text: 
            //read data waiting in the buffer 
            string msg = comPort.ReadExisting(); 
            //display the data to the user 
            DisplayData(MessageType.Incoming, msg + "\n"); 
            break; 
        //user chose binary 
        case TransmissionType.Hex: 
            //retrieve number of bytes in the buffer 
            int bytes = comPort.BytesToRead; 
            //create a byte array to hold the awaiting data 
            byte[] comBuffer = new byte[bytes]; 
            //read the data and store it 
            comPort.Read(comBuffer, 0, bytes); 
            //display the data to the user 
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            DisplayData(MessageType.Incoming, ByteToHex(comBuffer) + "\n"); 
            break; 
        default: 
            //read data waiting in the buffer 
            string str = comPort.ReadExisting(); 
            //display the data to the user 
            DisplayData(MessageType.Incoming, str + "\n"); 
            break; 
    } 
} 
#end comPort_DataRecieved 
