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RÉsUMÉ 
Les récents changements climatiques et l'épuisement éventuel des réserves de pétrole 
poussent l'humanité à trouver des sources d'énergie propres et renouvelables. L'hydrogène 
pourrait remplacer l'essence dans le domaine du transport automobile si ce n'était du problème du 
stockage. L'hydrogène gazeux possédant une très faible quantité d'énergie par unité de volume, 
différentes méthodes de stockage (compression, liquéfaction, hydrures métalliques, adsorption) 
insatisfaisantes sont utilisées pour le stocker. 
L'adsorption sur des nanotubes de carbone semble une avenue fort prometteuse pour stocker 
l'hydrogène, bien que les résultats expérimentaux soient encore très controversés et que les 
mécanismes pouvant les expliquer soient encore bien mal compris. C'est pourquoi nous 
étudierons dans ce travailla contribution de la physisorption d'hydrogène à basses pressions dans 
les nanostructures et nanotubes de carbone au moyen d'une expansion en série du viriel de la 
quantité adsorbée en excès. Dans la limite des faibles pressions considérée ici, l'isotherme 
d'adsorption est linéaire (loi de Henry) et ne comporte alors que le second coefficient du viriel 
BAS. Ce coefficient permettra de bien identifier l'interaction d'une molécule d'adsorbat avec la 
surface. 
Nous allons étudier le comportement du potentiel d'adsorption des différentes 
nanostructures et nous comparerons leurs énergies d'interaction avec l'adsorbat. Nous 
examinerons également les effets de corrugation du potentiel dû au fait que la surface des 
nanotubes est discrète. Les effets quantiques, présents aux faibles températures, seront étudiés au 
moyen d'un potentiel d'adsorption effectif et nous verrons dans quelles conditions ils pourront 
être négligés. Nous déterminerons les dimensions optimales du nanotube et du faisceau de 
nanotubes qui maximisent la quantité d'hydrogène adsorbée (et BAS) et nous identifierons les sites 
d'adsorption qui contribuent le plus à l'adsorption totale. Finalement, nous pourrons déduire la 
surface spécifique et la taille moyenne des pores d'un charbon activé en extrayant les BAS des 
isothermes d'adsorption et en les ajustant aux courbes théoriques obtenues pour un pore en fente. 
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Depuis quelques années, les médias parlent fréquemment des changements climatiques qui 
affectent notre planète: inondations fréquentes, sécheresses, étés anormalement secs et chauds ... 
Force est de constater que les phénomènes météorologiques extrêmes sont de plus en plus 
fréquents et que la vaste majorité de la communauté scientifique croit que tout ceci est causé par 
les gaz à effet de serre, notamment le gaz carbonique, produits par l'homme. Les gaz 
d'échappement libérés par les automobiles sont une cause importante du smog et de la mauvaise 
qualité de l'air dans les grandes villes. À mesure que la population mondiale s'accroît, nous 
avons besoin de plus d'énergie et nous consommons de plus en plus de combustibles fossiles, ce 
qui en plus d'accélérer le changement climatique et de polluer l'environnement urbain nous 
amène à un second problème beaucoup moins médiatisé mais tout aussi important: l'épuisement 
inévitable des combustibles fossiles. On prévoit [1, 2] que la production annuelle maximale de 
pétrole sera atteinte d'ici environ 2010, après quoi elle diminuera inévitablement d'année en 
année. Cela va alors provoquer une crise pétrolière sans précédent et aura un impact négatif sur 
l'économie mondiale. Certains pays pourraient alors être tentés d'accaparer les réserves restantes 
et ainsi provoquer des conflits internationaux. Il est donc primordial de trouver des sources 
d'énergies propres et renouvelables. 
Dans le domaine du transport automobile, l'hydrogène est un carburant prometteur qui 
pourrait remplacer l'essence. Cependant un des obstacles majeurs à son utilisation est sa faible 
densité volumétrique d'énergie. Il est donc primordial d'améliorer les techniques de stockage de 
l'hydrogène (compression, liquéfaction, hydrures métalliques, adsorption). Le département de 
l'énergie américain (DOE) a déterminé que pour avoir un réservoir de dimensions et de poids 
comparables aux réservoirs à essence actuels et une autonomie de 500 km, un système de 
stockage à l'hydrogène doit atteindre l'objectif de 62 kg H2 / m3 et 6.5 % en poids d'hydrogène 
(6.5 wt%) [3,4]. 
Suite à une première publication de A.C. Dillon [4] mentionnant un résultat expérimental de 
5 à 10 wt% d'hydrogène adsorbé sur un échantillon contenant des nanotubes de carbone à 
température ambiante, l'adsorption sur les nanotubes est apparue comme une solution 
prometteuse au problème du stockage. Cependant ses résultats ont été contestés et il existe 
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actuellement une controverse quant à la quantité réelle d'hydrogène qu'on peut stocker dans les 
nanotubes. De nouveaux résultats expérimentaux indiquent que la capacité de stockage varie de 
o à 10 wt% [5] : 
Tableau 1.1. Résumé des capacités de stockage expérimentales d'hydrogène dans les nanotubes. 
Référence et année Capacité de stockage (wt%) Température et pression 
[4] (1997) 5-10 275 - 300 K, P < 1atm 
[6] (1999) 8 80 K, 120 atm 
[7] (1999) 4.2 300 K, 100 atm 
[8] (1999) 0.39 300 K, 1 atm 
[9] (2000) 3-6 300 K, 80 -100 atm 
[10] (2000) 2.9 300 K, 1 atm 
Il est donc important de faire des études théoriques sur l' adsorption d'hydrogène dans les 
nanotubes (et autres nanostructures) afm d'identifier les mécanismes et afm de fixer une limite 
supérieure théorique sur la quantité d'hydrogène qu'on peut y adsorber. Des études théoriques 
permettent notamment de savoir si l'adsorption a lieu principalement à l'intérieur ou à l ' extérieur 
des nanotubes et si l'adsorption est due à de la physisorption et/ou de la chimisorption. 
À ce jour, plusieurs types de calculs et de simulations d' adsorption dans les nanotubes et 
autres nanostructures ont été effectués. Nous allons mentionner ici les principales méthodes 
utilisées et leurs références respectives : 
1) Utilisation du second coefficient du viriel BAS [11-14]. Une méthode valide dans 
la limite des basses pressions et faibles densités et qui consiste à exprimer 
linéairement l' isotherme d'adsorption. 
2) Méthode Monte Carlo grand canonique classique [15, 16]. Une méthode qui 
consiste à créer, déplacer ou détruire une molécule d'hydrogène du système de 
manière aléatoire en suivant certaines probabilités. 
3) Méthode Monte Carlo grand canonique quantique [17, 18]. Une méthode Monte 
Carlo qui tient compte des effets quantiques (significatifs quand m, T ~ 0) au moyen 
des intégrales de parcours de R. P. Feynman. 
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4) Simulation avec dynamique moléculaire [19]. Une méthode qui consiste à intégrer 
les équations du mouvement des molécules d'hydrogène. 
5) Théorie de la densité fonctionnelle (DFT) [20-22]. Une méthode qui consiste à 
trouver la densité à l'intérieur des pores faisant en sorte que le grand potentiel n[p(r)] 
est minimal. On peut également obtenir la distribution de la taille des pores d'un 
échantillon au moyen de cette théorie. 
Au cours de ce travail, notre objectif principal sera d'étudier la contribution de la 
physisorption à l'adsorption d'hydrogène dans les nanostructures de carbone (et surtout dans les 
nanotubes). Dans cette étude, nous étudierons le cas de la limite des faibles pressions et densités 
au moyen d'un développement en viriel au second ordre (BAS) de la quantité d'hydrogène 
adsorbée en excès (Na). Cette approche permet de bien identifier l'énergie d'interaction entre une 
molécule d'adsorbat et la surface et de déterminer les sites d'adsorption privilégiés et les 
dimensions optimales de l'adsorbant. La limite des faibles pressions est intéressante car elle 
permet de calculer l'isotherme d'adsorption avec un minimum d'approximations (i.e. négliger les 
interactions adsorbat-adsorbat). 
Notre exposé se déroulera comme suit: au chapitre 1, nous présenterons les méthodes de 
synthèse et la structure des différentes nanostructures étudiées. Puis, au chapitre 2 nous verrons 
comment se comporte le potentiel d'adsorption dans les différentes nanostructures et nous 
discuterons d'une tentative d'améliorer la théorie en incluant un potentiel d'adsorption effectif 
pour inclure les effets quantiques. Ensuite, je donnerai la théorie générale du second coefficient 
du viriel au chapitre 3 de même que la forme de ce coefficient pour les nanostructures étudiées. 
Au chapitre 4, nous verrons les algorithmes et les principes utilisés dans les programmes 
calculant les BAS. Et au chapitre 5, nous donnerons les différents résultats que nous avons 
obtenus lors de ce travail. Puis pour terminer, nous énoncerons nos conclusions. 
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CHAPITRE 1. PRÉSENTATION DES NANOSTRUCTURES DE CARBONE ÉTUDIÉES. 
1.1. Les charbons activés. 
Lors de ce travail, nous avons étudié l' adsorption d'hydrogène sur le charbon activé AX-21 
et l' adsorption de méthane sur le CNS-20l afm de valider expérimentalement la théorie du 
second coefficient du viriel (cf. chapitre 5). Nous allons donc commencer par présenter 
brièvement cet adsorbant communément utilisé dans le domaine de l' adsorption. 
Le charbon activé est obtenu à partir d'un précurseur contenant du carbone (e.g. bois, 
coquilles de noix de coco) qui est brûlé en absence d'air dans un four pour éliminer les composés 
organiques volatiles contenus dans celui-ci. Ensuite, le charbon obtenu est activé en le chauffant 
dans un four en présence de vapeur d'eau afm de développer un réseau complexe de pores ayant 
des formes et tailles variables. La présence d'une multitude de pores très étroits, appelés 
micropores, a pour effet de donner au charbon activé une grande surface spécifique variant de 
1000 à 3000 m2/g. 
Malgré la grande complexité du réseau de pores contenus dans le charbon activé, le modèle 
du pore en fente ("slit pore model") est très souvent utilisé dans la littérature (e.g. réfs. [18, 22, 
23]) pour représenter la structure des pores du charbon activé lors de l'adsorption. Ce modèle 
consiste (Fig. 1.1) en deux feuilles de graphène infinies séparées d'une distance d, mesurée à 
partir des centres des atomes de carbone. 
Figure 1.1. Modèle du pore en fente. 
Le fait que les pores ont une forme plutôt aplatie que cylindrique est justifié par Everett et Powl 
dans la référence [23] où ils mentionnent que certains charbons peuvent laisser passer des grosses 
molécules plates comme le benzène alors que des molécules sphériques de mêmes dimensions 
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n'arrivent pas à pénétrer dans ceux-cl. De plus, ils ont montré que l'utilisation de pores 
cylindriques pour modéliser une série de trois charbons activés permettait la pénétration de 
molécules dans les pores qui sont normalement bloquées par ces charbons. La largeur moyenne d 
des pores en fente représentant les ultramicropores a été estimée à 7.7 Â, à partir de l'adsorption 
de Ar et de Kr sur des charbons microporeux polymérisés ("microporous polymer carbons"). 
1.2. Les nanotubes de carbone. 
Les nanotubes sont des nanostructures de carbone tubulaires que l'on retrouve dans les suies 
produites par l'évaporation d'électrodes de graphite, contenant du cobalt, dans un arc électrique 
[4]. Mais cette méthode produit des petits échantillons contenant une faible proportion de 
nanotubes (~0.1 wt%). C'est pourquoi une nouvelle méthode consistant en l'évaporation d'une 
cible contenant un mélange de graphite, Co et Ni au moyen d'un laser est maintenant 
fréquemment utilisée [24] (les échantillons produits contiennent> 70 % de nanotubes). 
Les nanotubes à parois simples ("single-walled nanotube" , SWNT) sont des fullérènes 
géantes, des molécules qui par défInition sont des structures convexes, refermées sur elles-mêmes 
et ne comportant que des faces hexagonales et pentagonales. La famille des fullérènes contient 
notamment le "buckyball" (C60), une molécule de carbone en forme de ballon de soccer servant 
de point de départ à l'élaboration de structures plus complexes, dont notamment les nanotubes. 
Une caractéristique intéressante de la famille des fullérènes est que chacun de ses membres doit 
comporter 12 faces pentagonales (cf. annexe 1). La fIgure 1.2 montre un buckyball et un 
nanotube à parois simple fermé par deux hémisphères (c-SWNT). 
Figure 1.2. Deux fullérènes remarquables : le buckyball et le nanotube fermé. 
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Formellement, un SWNT peut s'obtenir en enroulant une bande découpée dans une feuille 
de graphène sur elle-même (Fig. 1.3 a) [25] de manière à ce que les sites correspondants de part 
et d'autre de la bande coïncident parfaitement. Après avoir enroulé la bande sur elle-même, nous 
obtenons un nanotube sans défauts entièrement spécifié par les indices (n, m) qui déterminent le 
vecteur de circonférence C = na, + ma2. Le vecteur de circonférence permet de ramener un site 
donné sur lui-même après avoir refermé le tube (par exemple l'atome de carbone (0,0) devient 
(11, 7)). La figure 1.3 b montre l'angle chiral ~, formé entre l'axe T du nanotube et les rangées 
d'hexagones (dirigées selon l'axe H) enroulées en spirales autour du tube. Dépendant des indices 
(n, m), nous obtenons différents types de nanotubes : 
(n, 0): nanotube zigzag, ~ = 30°. Il est obtenu en roulant la bande le long d'une 
rangée d'hexagones (indiquée par la ligne pointillée zigzag). 
(n, n): nanotube armchair, ~ = 0°. Il est obtenu en roulant la bande le long de la ligne 
pointillée armchair. 
(n, m): nanotube chiral, 0 ~ ~ ~ 30°. Il est obtenu en roulant la bande le long du 
vecteur de circonférence C. 





Figure 1.3. Formation d' un nanotube. 
Sachant que la distance entre deux atomes de carbone contenus dans une feuille de graphène 
vaut ao = 1.42 Â, il est aisé d'obtenir la relation entre les indices (n, m) et le diamètre d du 
nanotube, de même que son angle chiral. Ainsi, de la loi du cosinus: 
(n d) 2 = C 2 = a 2 (n 2 + m 2 - 2mn cos 120° ) 
Où la longueur a des vecteurs primitifs, donnée par a = ao.f3, permet d'obtenir: 
Â (1.1) 
De manière similaire, la loi du sinus permet d'obtenir l'angle chiral : 
C ma na 
sin120° = sine = sin(1800-(1200+e)) 
Qui devient, après avoir utilisé l' identité trigonométrique du sin(A-B) : 
m(J3 /2 cose -1/2 sine) = n sine 
tane = J3 m 
m+2n 
~ = 300 _ arctan[J3 m ] 
m+2n 




Lors de leur formation, les nanotubes ont tendance à s'organiser naturellement en faisceaux 
("bundles") entremêlés pouvant compter quelques centaines d'individus (Fig. 1.4 a) [24]. Les 
faisceaux ainsi obtenus ont plusieurs micromètres de longueur et comme le montre un 
agrandissement de la figure 1.4 a, chaque nanotube qui les constitue se situe sur un réseau 
hexagonal (visible sur la Fig. 1.4 b lorsque le faisceau se replie dans le plan d'observation du 
microscope). 
a) b) 
Figure 1.4. Échantillon contenant des faisceaux de nanotubes. 
Les nanotubes, tels qu'obtenus après leur formation sont fermés aux bouts par deux hémisphères 
qu'il faut enlever si l'on veut bénéficier des sites d'adsorption très attractifs situés à l'intérieur des 
tubes. Une méthode utilisée [26] consiste à couper chimiquement les faisceaux au moyen d'un 
traitement aux acides et aux ultrasons après quoi ils sont chauffés pour enlever les groupes 
fonctionnels qui bloquent encore les ouvertures. Ceci fait, nous obtenons fmalement des 
faisceaux de nanotubes ouverts (o-SWNT). 
Dépendant du type d'appareil utilisé pour les produire, le diamètre des SWNTs peut varier 
entre 12 et 14 Â (e.g. réf. [27]). Cependant, la distance de Van der Waals qui les séparent doit 
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rester fixée à 3.15 Â (cf. [24 D, un espacement très similaire à celui existant entre les feuilles de 
graphène d'un bloc de graphite. 
La figure suivante montre les différents sites d'adsorption intéressants présents sur un 
faisceau idéalisé formé de couches concentriques de nanotubes. 
Ntubes = 19 
• Nanotube 
fit Site intersticiel 
o Site périphérique 
- Couche i de tubes 
y 
Figure 1.5. Évaluation du nombre de sites d' adsorption dans un faisceau. 
On voit que sur une couche i > 0, il Y aura 6(i + 1) - 6 nanotubes, de sorte que le nombre de tubes 
compris à l'intérieur de la couche i sera : 
NI (i? 0) = 3i2 + 3i + 1 = 1,7,19,37,61,91, .. . (l.4) 
On voit également qu' il y a entre les couches i et i + 1, (i) + (i + 1) sites intersticiels par côté 
d'hexagone compris entre les deux couches. Sachant cela, le nombre de sites intersticiels 
compris à l'intérieur de la couche i est : 
;- 1 ; 
N s, (i ?1) = l 6(2j + 1) = I6(2j -1) = 6i 2 = 6,24,54, .. . (1.5) 
j=O j=1 
Et de la Fig. 1.5, on a que le nombre de sites périphériques à la couche i est donné par : 
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(1.6) 
Il est utile de comparer le nombre de tubes et de sites périphériques par rapport au nombre 
d'interstices : 
NI ' 1 1 1 
-(l ~ 1)= -+-+-2 = 1.17,0.792,0.685, ... 
N s, 2 2i 6i 
(---+ 1/2) (1.7) 
N Sp (. ) 1 
- l ~ 1 = ~ = 1,0.5,0.333, ... 
N s, l 
(1.8) 
CHAPITRE 2. LE POTENTIEL D'ADSORPTION. 
2.1. Le potentiel intermoléculaire. 
Avant de calculer le potentiel d'adsorption des différentes nanostructures, nous avons 
besoin d'un modèle pour représenter l'interaction existant entre une molécule d'adsorbant et 
d'adsorbat. Plusieurs formes pour le potentiel intermoléculaire sont possibles [28] : 
1) Potentiel de Lennard-Jones (LJ 12-6): uer) = ~2 - ~ 
r r 
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2) Potentiel (Exp-6): u(r) = C exp( -a r) -~ (Un potentiel qui doit être tronqué à r ~ 0 
r 
à cause de la divergence attractive en -D/r6). 
3) Potentiel de Yukawa-6: u(r) = E r - 1 exp( -a r) -~ (Un potentiel qui doit être 
r 
tronqué à r ~ 0 à cause de la divergence attractive en -F/r6). 
4) Potentiels anisotropes: u dépend aussi de l'orientation des molécules entre elles. 
Dans ce travail, nous nous sommes limités au potentiel LJ 12-6 étant donné sa simplicité et 
le fait qu'il est utilisé très souvent dans la littérature pour représenter le potentiel de physisorption 
(pour des molécules considérées sphériques). Le terme attractif -B/r6 provient de la force de 
London causée par des dipôles instantanés mutuellement induits dans les deux molécules. Tandis 
que le terme Nr12 est un terme empirique utilisé pour représenter la répulsion des nuages 
électroniques des molécules lorsque celles-ci s' approchent de trop près. La plupart du temps, le 
potentiel de LJ est réécrit sous la forme (dépendant également de deux paramètres E, cr) : 
(2.1) 
Qui a son minimum -E à r min = 21/ 6 Œ = 1.122Œ. cr est appelé le diamètre coeur dur puisque 
u(cr) = 0 et que le potentiel est répulsif lorsque les centres des deux molécules deviennent plus 








0.5 L 5 2.5 
Figure 2.1. Potentiel intermoléculaire de Lennard-Jones. 
La plupart du temps, les paramètres E et cr sont déterminés expérimentalement à partir de 
mesures du second coefficient du viriel sur les gaz purs (p/kT = P + B2 (T)p 2 ). Les règles de 
Lorentz-Berthelot [29] données ci-dessous sont utilisées pour obtenir l' interaction entre deux 
molécules de sortes différentes (carbone et gaz) . 
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(J" gg + (J" cc 
(J" gC = 
2 (2.2) 
Ces deux règles sont en fait des moyennes arithmétiques et géométriques respectivement. 
Lors de ce travail, nous avons utilisé les valeurs suivantes: ê C- H2 = 30.5 K, 
(J"C-H2 = 3.19 Â [15], ê C- CH4 = 66.0 K , (J" C-CH4 = 3.60 Â [30], les valeurs de E étant réduites par 
la constante de Boltzmann. Durant l'étude de différents articles de la littérature, différentes 
valeurs de E et cr furent trouvées pour les mêmes gaz. Afin de clarifier cela et afm d'être sûr de 
mes valeurs, j ' ai regroupé dans le tableau suivant les différentes valeurs de E, cr que j ' ai trouvées 
dans la littérature : 
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Tableau 2.1 Valeurs des paramètres de Lennard-Jones pour le carbone, l 'hydrogène et le 
méthane. 
Interaction pour 
E (K) cr (Â) Références Méthode utilisée Numéro de la la paire X-Y (commentaires) valeur (#) 
28.2 3.4 16 Potentiel LJ fictif 1 
C-C 28.0 3.40 31 , 33,34 Potentiel LJ fictif 2 
33 3.469 32 Valeur peu répandue 3 
37.0 3.05 31 4 
37.00 2.928 29 Vient du B2(T) 5 
36.90 2.928 19 6 
H2-H2 36.7 2.958 16 7 34.2 2.96 33 8 
33.3 2.968 15,29 Valeur obtenue de la viscosité 9 (moins bonne ici) 
59.7 2.827 35 Valeur disparate 10 
148.2 3.817 29, 30 Vient du B2(T) 11 
148.1 3.81 34 12 
C~-CH4 148.6 3.758 35 Valeur obtenue de la viscosité 13 (moins bonne ici) 
148 3.45 31 14 
32.2 3.23 31 Equ. (2.2) + #4 + #2 15 
30.5 3.19 15 Equ. (2.2) + #9 + #2 16 
32.2 3.18 16 Equ. (2.2) + #7 + #1 17 
C-H2 32.05 3.179 19 De l' adsorption de H2 / graphite 18 
30.95 3.18 33 Equ. (2.2) + #8 + #2 19 
32.2 3.16 Equ. (2.2) + #5 + #2 20 
42.8 2.97 36 Valeur disparate 21 
66 3.60 30 De l'adsorption de 22 C~ / graphite 
C-C~ 64.4 3.43 31 Equ. (2.2) + #14 + #2 23 
64.4 3.61 34 Equ. (2.2) + #12 + #2 24 
64.4 3.61 Equ. (2.2) + #11 + #2 25 
Si l ' on néglige les valeurs disparates, ce tableau permet de conclure que l' incertitude maximale 
présente sur les paramètres de Lennard-Jones tels que choisis ci-haut est de 5.6 % pour ê e-H2 , 
1.3 % pour (Je-H
2
' 2.5 % pour ê e - CH, et 5.0 % pour (Je-CH, ' C'est donc dire que les valeurs que 
j 'ai utilisées sont fiables, malgré la grande diversité de valeurs présentes dans la littérature. 
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2.2. Le potentiel du pore en fente. 
Le potentiel d'adsorption d'un adsorbant quelconque est généralement obtenu en supposant 
que l'interaction entre une molécule d' adsorbat et la surface est donnée en additionnant paire par 
paire l'interaction entre la molécule d' adsorbat et chacun des atomes de carbone formant la 
surface: 
V(r) = Lu(r-R) (2.3) 
j 
Où uer) est le potentiel de LJ 12-6, r est la position de la molécule d'adsorbat et Rj est celle de 
l' atome de carbone. De plus, lorsque la température est suffisamment élevée, l'énergie cinétique 
des molécules d'adsorbat (oc kT) est assez grande pour que les molécules puissent passer 
aisément d'un site d'adsorption à l'autre sur la surface. C'est ce qu'on appelle de l'adsorption 
délocalisée. Dans ce cas, il est d'usage de considérer que la surface forme un continuum ayant 
une densité surfacique 8 = 0.38 Â-2 d'atomes de carbone. Le calcul de cette densité surfacique est 
montré ci-dessous pour une feuille de graphène. 
Chaque hexagone de la feuille comporte 
Ne = 6 (113) atomes de C. 
Chaque hexagone comporte 6 triangles 
d'aire AT =! .Ji ao2 = 0.8670 Â 2 2 
Donc: B = 2/6AT = 0.38 Â -2 
Figure 2.2. Densité surfacique d'atomes dans une feuille de graphène et un SWNT. 
Alors, pour une simple feuille de graphène, le potentiel d'adsorption est simplement donné 




feuille de graphène de 
densité surfacique 8 
Figure 2.3. Calcul du potentiel d'adsorption d'une feuille de graphène. 
De la Fig. 2.3, dl = ~dr et dA = (l dtfJ) dl = r dtfJ dr 
1 
V jlat ( Z ) = f fT Bu(r)rdtfJ dr 
= 8,,08 r {(; r -(; )'Jdr 
Qui en introduisant les quantités réduites r· = r/O' et z · = z/O' devient: 
() 8 il 2 r. r .-11 .-5 ]d · V jlat Z = 7rd50' • 1: - r r 
[ 
.-10 .-4 K 
= 87rB50'2 lim _ _ r _ + _r _ 




L'allure de ce potentiel est la même que celle du LJ 12-6, mais son zéro et son minimum sont 
situés à des valeurs différentes: 
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0= Vfl. (Z) = 21rO&o-' [ ~ (~ r -(~ J] => Z, = (2/5)1 /6 0- = 0.85840- (2.5) 
0= Vl j/al (Z ' ) = 2JrBsO" 2 [~ (-10 )Z·-ll - (- 4)z'-s ] 
(2.6) 
Où Es' = n8EO'2 vaut 371 K (3.08 kJ/mol) pour l'hydrogène et 1021 K (8.49 kJ/mol) pour le 
méthane. 
Le potentiel d'un pore en fente, formé de deux feuilles de graphène espacées d'une distance 
d est alors donné par : 
V S/ii (z,d) = V j/al (z + d/2) + V j/al (z - d/2) (2.7) 
Le puits de potentiel dans ce pore a sa profondeur maximale lorsque d = 20' et vaut alors 2.4s
s 
1. 
L'allure de ce potentiel est donnée à la figure suivante, pour quelques largeurs typiques du pore: 
- 3 ~ -
-4 





















- 2 .5 




de = 2.281 cr d = 4 cr 
2 






Comme le laisse voir la figure précédente, il y a une largeur de pore do où le potentiel 
devient répulsif dans tout l ' intérieur du pore. Cela se produit lorsque dia < 2 (2/5)116 = 1.717. 
De plus, il y a une distance critique de où le minimum cesse d' être au centre du pore et se divise 
en deux. Ceci se produit lorsque la concavité de V slit (i.e. la constante de force de 
l'approximation harmonique) change au centre du pore : 
V"flm (z) ~ 2E,'{i(-IO)(-1l)(; r ;, -(-4)(- S{; r ;, } 
~87r0tntr -S} 
0= V"slil (0, d) = V" j1ol (d/2) + V" j1ol (- d/2) 
~2 . 87rOE26(; )'{n2t r -S} 
~ 10247rO{ ; )'{ 704( ; r -5 } 
(2.8) 
La figure suivante montre la position et la valeur des minimums de V slit à l'intérieur du pore 
en fonction de sa largeur : 
0 . 5 
0 .4 
0 . 3 
0 . 2 
0. 1 
















Figure 2.5. Comportement des minimums de potentiel à l' intérieur d'un pore en fente selon sa 
largeur. 
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2.3. Le potentiel d'un nanotube à paroi simple (SWNT). 
De manière similaire au cas de la simple feuille de graphène, le potentiel d'adsorption d'un 
SWNT infiniment long s'obtient en intégrant le potentiel LJ 12--6 sur la surface cylindrique du 
tube. Ainsi, le potentiel d'une molécule M située à une distance r = Rx de l'axe du nanotube sera 




dA: (R, ~, z+Z) 
M: (r, 0, z) 
Projection dans 
le plan XV: 
· ... ----~·dA 
Figure 2.6. Calcul du potentiel d'adsorption d'un nanotube à paroi simple. 
La contribution dV au potentiel total obtenu au point M, due à l'élément de surface 
dA = R dfjJ dZ qui contient e dA atomes de carbone, est donnée par: 
Alors, le potentiel total à une distance r de l'axe du nanotube s'obtient en intégrant les 
contributions dV sur toute la surface cylindrique du tube: 
(2.9) 
La projection!::. dans le plan XY de la distance rl2 entre M et dA est obtenue de la loi du cosinus: 
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de sorte que la distance rJ2 est finalement donnée par: 
Définissant x = rlR et Z = ~ sh u, nous obtenons ~2 = R2 [1 + x 2 - 2 x cos rp] et : 
v = f:r 4B&R drp ( ~ ch u du {( (J" J12 _ ( (J" J6} = (l :r 4:rrB&R drp [63 (J"1 2 _ 3 (J"6 ] . ~;o / ;-00 ~chu ~chu .1 8 32 ~11 ~5 
Puisque cos ~ est paire et périodique de période 2n, le dernier intégrand l' est aussi, ce qui permet 
d ' avoir des intégrales de 0 à n et d' obtenir [malement : 
V(r ,R) = 37rOEŒ' [ :~ (~ r MI1(X)-(~J M, (x) 1 (2.10) 
r drp 
Mn (x) = 1 ( y, / 2 • 
1 + x 2 - 2x cos rp J 
(2.11) 
L' allure de ce potentiel (V* = V/Es' ) est donnée ci-dessous pour plusieurs rayons réduits 
(R * = Ria) du SWNT. Le potentiel est donné en fonction de la distance z* = z/ (J" = Ir -RI/ (J" de 
la surface, ce qui permet de comparer le potentiel du SWNT avec celui d 'une feuille de graphène 












• - - • V"SWlIT intérieur 
• - - - - V"SWlIT extérieur 
-- VHat 
~ = 0.932 cr 
• - - • V"SWlIT intérieur 
· - - - - V"SWlIT extérieur 
-- VHat 

















• - - • V"SWlIT intérieur 
· - - - - V"SWlIT extérieur 
-- VHat 
z 
--- .8- 2 cr 
R min = 1.09 cr 
• - - • V"SWlIT intérieur 






Figure 2.7. Comportement du potentiel d'un SWNT selon son rayon. 
20 
Sur ces graphiques, on constate que la courbure du nanotube a pour effet de creuser le 
potentiel à l' intérieur du tube et à l'atténuer à l'extérieur, par rapport à la surface plane. Ceci est 
dû au fait que les atomes voisins de carbone deviennent plus rapprochées de la molécule 
d'adsorbat à l'intérieur du tube et inversement à l'extérieur. Ainsi, le rayon Rmin correspondant 
au puits de potentielle plus profond dans le tube donnera une énergie d'interaction beaucoup plus 
forte que celles obtenues pour une feuille de graphène et pour un pore en fente de largeur 
optimale (dmin = 2a) : 
Et puisque Mn (0) = r (l~~ 2 =1C 
21 
(2.12) 
Dont le minimum est déterminé aisément : 
(
1)[21 -{ R)-11 -{ R)-S] 0= V;?(O,R) = 31r&/ (j 32 (-10\ (j -(-4\ (j 
~ 1) .. = (105/64)116 = 1.086 et V·. = _ 481r _3_ = 4.065 
( )
1/ 3 
"'mm mm 5 1225 (2.13) 
Ainsi Vmin,SWNT = 4.065&/ = 3.39 et V min, SWNT = 4.065&5' = 1.69 
, Vmin, tlat 1.2&/ Vmin, slit 2.4&/ 
(2.14) 
Il est intéressant de constater que l'énergie maximale d'interaction d'une molécule d'hydrogène 
avec un SWNT, trouvée à l'Équ. (2.13), est de 12.5 kJ/moi. Ce résultat est de 36 % inférieur à la 
très forte énergie d'activation de 19.6 kJ/mol trouvée par Dillon et al. [4] pour des nanotubes 
ayant un diamètre non optimal de 12 Â (i.e. R* = 1.88 > R* min). 
Comme obtenu précédemment pour le pore en fente, il y a un certain rayon Ro à partir 
duquel le potentiel devient répulsif dans tout le nanotube. Cela se produit lorsque le potentiel 
V(O, R) devient nul sur l'axe du tube, à Ro = (21/32)1160- = 0.93220-. De plus, comme pour le pore 
en fente, il y a un certain rayon "critique" Re à partir duquel le minimum situé sur l'axe du tube 
commence à se séparer de manière continue (cf. Fig. 2.8). Cela se produit lorsque la constante de 
force ueR) de l'approximation harmonique du potentiel près du centre du tube change de signe. 
En effet, développant Ver, R) en série de Taylor pour r petit: 
V(r,R) = V(O,R)+ V'(O,R)r + V"(O,R) r 2 + V(3)(O,R) r3 + V(4)(0,R) r4 
2 3! 4! 
avec: v(m'(O,R) ~ 37rBeŒ'[ :~ (~r r M.'r' (O)-(~J r'M:m,(O)] 
M'n (0) = n r costjJ dtjJ = 0 
M~3\0)= 0 
2 
M"n (0) = n
2
1r 





V' (0, R) = Odes Équs. (2.16) et (2.17 a). 
a(R) ~ V,,~,R) ~ ~ ,,/Je ~: [:~ (~r MI(;I(O)_(~)' Ml21(O)] 
~! ,,2/Je[ 2:;1(~r -25(~)'] 
V(3)(O,R) = Odes Équs. (2.16) et (2.17 c). 





Alors le rayon critique du nanotube et le potentiel sur l'axe qui y correspond seront [malernent 
donnés par: 
(2.21) 
V(O R )=_ 3840n 30 8 .'=-3.4618 .' 
( )
113 
' c 1331 539 S S (2.22) 
La position du minimum de potentiel à l'intérieur du nanotube est donnée à la figure ci-dessous 
en fonction de son rayon. La position du minimum est donnée en terme de sa distance par 





0.'1 1. 2 
0 . 3 1.15 
0 . 2 1.1 
0 .1 1. 05 
R 
1. 2 1. 3 1.'1 
R 
1. 5 cr 1.1 1. 2 1. 3 1.'1 1.5 1. 6 cr 
Figure 2.8. Position du minimum de potentiel à l'intérieur d'un SWNT en fonction de son rayon. 
La figure 2.8 montre que lorsque le rayon du tube est inférieur au rayon critique Re, le minimum 
de potentiel reste sur l'axe du tube, tandis que lorsqu'il continue d'augmenter au delà de Re, le 
minimum se rapproche de la surface jusqu'à ce qu'il se stabilise à une distance cr de la surface, 
correspondant ainsi à une feuille plane de graphène (R = r::IJ). Le minimum de potentiel coïncide 
alors avec celui du plan de graphite tandis que l'énergie d'interaction avec la molécule d'adsorbat 
devient nulle sur l'axe du tube (Fig. 2.9). On voit également sur la figure 2.8 que l'augmentation 
de rmin près de Re est beaucoup plus brutale que lorsque R » Re, ce qui se traduit par la partie 
courbée sur le graphique de gauche. Il est possible d'obtenir une expression décrivant ce 
comportement, pour R ~ Re en développant à nouveau l'expression (2.20) en série de Taylor pour 
R autour de Re (on garde alors r fixé) : 
V(r,R) = {v(0,R J +a(RJr2 + f3(RJr 4} 
+[~{V(0,R)+a(R)r2 + f3(R)r4~ (R - RJ +O(R-RJ 2 
oR JI Re 
(2.23) 
Qui devient, en négligeant des petits termes en (R - Re) et en utilisant l'équation a{Re) = ° : 
V(r,R) ~ V(O, Re) + f3(Re)r4 + [v'(O,Re) + a'(RJ r 2 + f3'(Re)r4 ](R - RJ 
~ {V(O,RJ + V'(O,RJ(R - RJ }+a'(Re)(R - Re)r2 + [P(RJ + f3'(RJ (R - RJ ]r 4 
V(r , R) ~ V(O,RJ +a'(Re)(R - Re)r2 + f3(Rc)r4 (2 .24) 
La position rmin du minimum est alors fmalement obtenue comme suit: 
o 0= -V(r, R) = 2a'(RJ (R-RJ r+4f3(RJ r 3 
or 
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r . = ! a'(RJ(R_R) 
mm ~ 2 j3(RJ C (2.25) 
Dont l'allure pour R;;(; Re est celle d'une demie parabole couchée sur l'axe des R et débutant à Re. 









Figure 2.9. Comportement du minimum de potentiel à l' intérieur d'un SWNT selon son rayon. 
Comme le laisse voir la figure 2.9 et la partie droite de la figure 2.8, on s'attend à ce que le 
comportement du potentiel Ver, R) d'un SWNT devienne identique à celui du plan de graphite 
lorsque R ~ 00 (pendant que la distance z de la molécule d'adsorbat reste fixe) ou lorsque 
r ~ R. En effet, dans ces conditions se traduisant par x ~ 1, le tube apparaîtra comme une 
surface plane pour la molécule d'adsorbat et on devrait avoir que l'Équ. (2.10) du potentiel d'un 
SWNT se réduit à l'Équ. (2.4) pour une feuille de graphène. Puisque la présence de la paroi du 
nanotube en x = ri R = 1 fait en sorte que le potentiel diverge lorsque x ~ 1, les fonctions Mn(x) 
possèderont une singularité à x = 1. Dans le but de connaître la forme de la divergence de ces 
fonctions lorsque x ~ 1, nous avons développé les fonctions Mn(x) en séries autour de la 
singularité en x = 1 puis nous n'avons gardé que le terme divergeant le plus rapidement dans ces 
séries. Les séries obtenues ne sont ni des séries de Taylor, ni des séries de Laurent (cf. annexe 2 
pour les détails des développements) : 
M5(x)~~(x-1t4 + ... 
3 






Qui donnent alors pour le potentiel du SWNT : 
Qui se réduit finalement à (2.4) en utilisant la définition z = Ir - RI 
,[21 128(Œ)1O 2(Œ)4] Ver R) ~ 3& - . - - - - - = V (z) pour r ~ R 
, s 32 315 z 3 z flal (2.27) 
Jusqu'à maintenant, nous avons considéré que la surface de l'adsorbant pouvait être traitée 
comme un continuum, ce qui a permis d'obtenir des expressions simplifiées (Équs. (2.4) et (2.10» 
pour le potentiel d'adsorption. Mais en réalité, il faudrait utiliser une sommation explicite (2.3) 
pour calculer le potentiel de la feuille de graphène et du SWNT. Ce calcul a été effectué l pour un 
nanotube (12, 7) de rayon 6.515 Â afin de pouvoir vérifier l'exactitude de l'approximation d'un 
nanotube discret par un cylindre continu ayant une densité surfacique uniforme e d'atomes de 
carbone. Nous avons généré la distribution d'atomes de carbone en utilisant le programme de M. 
Brandbyge [37]. Le nanotube utilisé avait une longueur de 128.193 Â afin de pouvoir l'assimiler 
à un tube infmiment long (Fig. 2.10). Voici donc l'essentiel des calculs effectués sur 
Mathematica2 : 
Nous avons calculé les positions des atomes de carbone du SWNT et nous les avons placés dans 
une matrice ListeTube = {{xl, yI , zl} , {x2, y2, z2}, ... . } réorganisée pour être utilisable 
facilement dans les calculs : 
Forme obtenue dans 
le notebook: 




- 3 . 11785 
[ 
6.36424] 




0 . 341278 
-1. 82257 
Forme réorganisée : 
6.51492 O. O. 
6.36424 0 . 213299 -1. 39305 
-5 . 72042 0. 127979 -3 . 11785 
-6 . 25479 0. 341278 - 1. 82257 
3 . 5307 0 . 255959 5.47524 
4 . 61979 0.469257 4.59366 
Les points contenus dans cette matrice ont pu alors être tracés pour donner un aperçu du nanotube 
(12, 7) utilisé pour calculer le potentiel d'adsorption "discret" : 
1 Je remercie Benjamin Angers pour ce calcul. 





Figure 2.10. Nanotube (12, 7) utilisé dans Mathematica pour calculer le potentiel d'adsorption 
d'un nanotube discret. 
Le potentiel "discret", évalué le long d'une ligne radiale passant par le centre du nanotube 
(choisie comme étant parallèle à l'axe des x) est alors donné par l'énoncé ci-dessous (où 
LJ [xl = Équ. (2.1) et Y_ = (Ymin + Ymax )/2) et est tracé à la figure 2.11. Le potentiel du nanotube 
continu correspondant y est également tracé pour fins de comparaison. On peut constater que les 
deux potentiels coïncident de manière remarquable. 
~cret[r_, Y_] := Sœl[ 
LJ[.y (r- ListeTube[ [i, 1]]) 2 + (Y - ListeTube[ ri, 2] ] ) 2 + (0 - ListeTube[ ri, 3] ]) 2] , 
{i, 1, Iength[ListeTube]} 
(* la ligne radiale où on évalue V (r) est située à "Y" *) (2.28) 
o 







Potentiel d'un nanotube discret et d'un nanotube continu. 
«n, m) = (12,7); R = 6.515 Â) 
- Nanotube discret 
o Nanotube continu 
5 10 15 
r (A) 
27 
Figure 2.11. Comparaison des potentiels d'adsorption d'un nanotube (12, 7) discret et continu. 
Malgré que les deux potentiels d'adsorption coïncident de manière remarquable lorsqu'on 
les évalue le long d'une ligne radiale (où z = 0) passant au milieu de la longueur du tube, on sait 
que le potentiel "discret" sera différent selon la position y de cette ligne radiale le long du tube. 
Le potentiel sera donc ondulé ("corrugé") à cause du réseau d'hexagones présent à la surface du 
tube. Cela est visible sur la figure 2.23 (pour un nanotube (13, 0)) où la courbe tiretée représente 
le potentiel évalué le long d'une ligne radiale passant par le centre d'un hexagone (points S) et la 
courbe pointillée représente le potentiel évalué le long d'une ligne radiale passant par un atome de 
carbone (points A). Afin de voir cette "corrugation", nous avons calculé puis tracé le minimum 
du potentiel "discret" selon la position y de la ligne radiale. Nous avons donc calculé le 
minimum (situé à l'intérieur du SWNT) au moyen de l'instruction : 
(2.29) 
Où la partie {r, 4. O} indique à Mathematica qu'on cherche à minimiser le potentiel par rapport 
à r en utilisant la valeur 4.0 comme estimé initial du rayon où se trouve le minimum. 
Vuini ...... intérieur 









o axiale (A) 
Figure 2.12. Variation du minimum du potentiel d'adsorption à l'intérieur d'un nanotube discret 
(12, 7) en fonction de la position le long du tube. 
Ce graphique est très intéressant car il montre bien la "corrugation" du potentiel dû à un 
nanotube discret. En effet, pour un nanotube continu équivalent de rayon 6.515 Â, un 
programme calculant l'équation (2.10) a permis de trouver que le minimum valait -58.74 meV 
(-681.6 K) alors que le véritable potentiel a un minimum oscillant entre -59.65 meV (-692.2 K) 
et -58.55 meV (-679.4 K) selon la position où on le calcule le long du tube. Lorsque la 
température est beaucoup plus élevée que la barrière de potentiel maximale existant entre deux 
sites d'adsorption voisins (1.10 meV; 12.8 K de la Fig. 2.12), ces petites ondulations peuvent être 
négligées car l'adsorption est alors délocalisée. Cela sera le cas aux températures expérimentales 
d'intérêt (~ 77.4 K). De la Fig. 2.12 on peut voir également que l'écart entre le minimum de 
potentiel d'un SWNT discret et continu est d'au plus 1.5 %, ce qui est très peu. Donc, l'hypothèse 
du nanotube continu utilisée dans ce travail est acceptable et allégera de beaucoup les calculs 
numériques (deux intégrales sur la variable polaire Équ. (2.11) au lieu d'une somme sur la surface 
Équ. (2.3)). 
Un autre aspect intéressant de la Fig. 2.12 est qu'elle ressemble au graphique d'une 
modulation d'amplitude (f(y) = A Sin(lü)Y) Sin(lü2Y)), ce qui suggère le lien avec le réseau 
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d'hexagones formant la surface du nanotube et sa périodicité. En effet, lorsqu'on déplace la ligne 
radiale le long de l'axe du tube en suivant la ligne pointillée de droite indiquée sur la Fig. 2.13, 
nous franchissons des régions situées dans des hexagones et d'autres régions situées près des 
atomes de carbone, ce qui a pour effet de faire varier rapidement le minimum de potentiel sur la 
figure 2.12. Cela se traduit donc par des petites périodes p valant 2.29 et 2.73 Â (obtenues par 
transformée de Fourier discrète de la figure 2.12) et qui sont assez similaires à la distance entre 
deux centres d'hexagones adjacents ( .J3 ao = 2.46Â). Il est également logique d'associer la plus 
longue période P de "l'enveloppe" à la périodicité des hexagones le long de la ligne pointillée de 
droite. Lorsque nous nous déplaçons le long de cette ligne à partir d'un hexagone donné, on fmi 
par rencontrer à nouveau un hexagone positionné exactement de la même manière par rapport à 
cette ligne, ce qui implique une répétition dans le comportement du potentiel d'adsorption. Cette 
période P est illustrée à la figure ci -dessous et après avoir effectué la transformée de Fourier 
discrète, sa valeur fut établie à 14.1 Â. 
Figure 2.13. 
De la figure précédente, la période P s'obtient aisément: 
1(12,7) = 15al - 6a2 1 = ~5 2 + 62 - 2· 5·6 cos 60° lall 
= 5.568·.J3 ao = 13.69 A 
30 
(2.30) 
La période P(l2, 7) trouvée ci-haut permet donc d'associer la présence de l'enveloppe à la 
périodicité des hexagones le long de l'axe du tube. L'écart entre les deux valeurs n'est que de 
2.8%. 
2.4. Le potentiel d'un faisceau de nanotubes à parois simples. 
Le potentiel d'adsorption d'un faisceau de Nt nanotubes de rayon R centrés sur un réseau 
hexagonal de pas d (cf. Fig 2.14) est lui aussi obtenu au moyen de l'Équ. (2.3), valide pour tout 
adsorbant. Cependant, pour des nanotubes continus, le calcul se réduit à une simple addition des 
contributions de chaque nanotube au potentiel total : 




Où la position des noeuds du réseau est donnée par : 




• • • 
(p, q) 
• 
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• • G • 
• • • 
Figure 2.14. Arrangement de 19 SWNTs en faisceau. 
Comme nous avons vu à la section précédente, il est commode de travailler avec le potentiel 
réduit (V* = V/Es') dont le comportement ne dépendra pas de l'adsorbat utilisé. Mais puisque la 
31 
plupart de mes programmes sont conçus pour calculer le potentiel non réduit, nous devrons 
choisir dans ces programmes E et cr de manière à ce que les deux potentiels coïncident (ce qui 
sera le cas lorsque Es' = 1 et cr = 1) : 
Prenant (J' = 1 et & = l/1rB = 0.8377: 
V --) V' = V/cs' 
r--)r' =r/(J' 
R --) R' = R/(J' 
(2.33) 
Le potentiel d'adsorption réduit d'un faisceau de SWNTs a été tracé au moyen de 
Mathematica pour des valeurs particulières de d, R et Nt correspondant le plus souvent aux 
minimums et maximums des courbes du second coefficient du viriel BAS tracées en fonction de d 
et R (cf. Figs. 5.4 et 5.7). Le potentiel d'adsorption au point (x, y) fut calculé au moyen de la 
fonction suivante : 
Vbundle[x_, y_, PointsReseau_, R_, Ntubes_, e_, e_, a-1 := 
SUm[VTubei[x, y, i, PointsReseau, R, e, e, a] , {i, 1, Ntubes}] (2.34) 
Où PointsReseau est la matrice contenant les noeuds du réseau sur ses différentes lignes et où 
Vtubei [ ] sert à calculer la contribution du i ème tube au potentiel total : 
VTubei[x_, y_, i_, PointsReseau_, R_, e_, e_, a~ := 
~[ ( (x - PointsReseau[ [i, 1]]) 2 + (y - PointsReseau[ [i, 2]] ) 2) 1/2, R, e, e, al (2.35) 
Où VSWNT [ ] = Équ. (2.10). 
La surface et les équipotentielles représentant le potentiel d'adsorption d'un faisceau de SWNTs 
ayant les dimensions d* = 5.235, R* = 2.038 et Nt = 19 (16.7 Â, 6.5 Â et Nt = 19 pour 
l'hydrogène sur des SWNTs de carbone) furent obtenues au moyen des expressions suivantes et 
sont tracées à la figure ci-dessous. 
Plot3D [Vbundle [x, y, ReseaUConsiderer, 2.038, 19, 0.38' 20 , 
1/ (Pi*0.38'20) , 1], {x, -16, 16}, {y, -14, 14}, PlotPoints-+ 200, 
PlotRange -+ {-5, 2} , AxesT.ahel-+ {x, y, "V_ bundle"} , 
ViewPoint - > {2. 439, 1.141, 2. 050} ] (surface) (2.36) 
ContourPlot[Vbundle[x, y, ReseaUConsiderer, 2.038, 19, 
0.38'20, 1/ (Pi* 0.38'20) , 1] , {x, -15, 15}, {y, -15, 15}, 
Aspect:Ratio -+ Autanatic, Plot:Points -+ 400, 
Contours-+ {-2.25, -1. 75, -1.25, -0.75, -0.25, 0.25, 10.00}, 
PlotRange -+ {-10, 10} , Contourshading -+ False, 
ContourLines -+ True, Axes -+ True, AxesTah<:>..l-+ {x, y}] 
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(équipotentielles) (2.37) 
Où la valeur du potentiel réduit (V* = V/Es' ) sur les différentes équipotentielles est donnée par 
l'option Contours-+ {V*d . 
Intérieur SWNT 
-, 
- 1 0 
Figure 2.15. Potentiel réduit d'adsorption pour un faisceau de 19 SWNTs (d* = 5.235, 
R* = 2.038). Les zones de potentiel plus (moins) élevées sont notées avec des signes + (- ). 
À la figure suivante, nous avons tracé les équipotentielles du potentiel d'adsorption réduit d'un 
faisceau de SWNTs ayant 25 tubes de rayon réduit R * = 2.038 pour plusieurs séparations d* 
entre leurs centres telles qu'indiquées sur la figure 5.4. La différence de potentiel entre deux 
équipotentielles consécutives sera notée par Ô * sur les figures suivantes. 
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d* = 4.50, I::J.* = 0.247 d* = 5.04, I::J.* = 0.247 






d* = 6.25, A* = 0.198 d* = 7.00, A* = 0.220 
Figure 2.16. Équipotentielles du potentiel d'adsorption réduit d'un faisceau de 25 SWNTs de 
rayon réduit 2.038 pour plusieurs séparations entre leurs centres. Les zones de potentiel plus 
(moins) élevées sont notées avec des signes + (- ) et les valeurs des équipotentielles sont 
comprises entre -10 et 10. 
Ci-dessous, nous avons tracé les équipotentielles pour un faisceau de 25 SWNTs ayant leurs 
centres séparés d'une distance d* = 5.235 pour plusieurs rayons R* des nanotubes tels qu'indiqués 
sur la figure 5.7. 
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R* = 2.13, il* = 0.392 R* = 2.60, il* = 0.476 
Figure 2.17. Équipotentielles pour un faisceau de 25 SWNTs ayant leurs centres séparés d'une 
distance réduite de 5.235 pour plusieurs rayons des nanotubes. Les zones de potentiel plus 
(moins) élevées sont notées avec des signes + (- ) et les valeurs des équipotentielles sont 
comprises entre - 10 et 10. 
Les deux figures précédentes sont intéressantes car elles permettent de voir où se situent les 
différents sites d'adsorption (minimums de potentiel) lorsque les dimensions d et R du faisceau 
varient à tour de rôle. Comme nous le verrons au chapitre 5, la profondeur des puits de potentiel 
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dans les sites d'adsorption est intimement liée à l'énergie d'activation du processus d'adsorption. 
C'est pourquoi nous avons calculé la position et la profondeur de ces minimums au moyen d'une 
méthode générale qui ne requiert aucune hypothèse quant à la position approximative des 
minimums. Physiquement, la méthode consistera à laisser tomber sur la surface représentant le 
potentiel des petites billes régulièrement espacées et disposées en une grille carrée. Lorsqu'elles 
seront lâchées, chaque bille du grillage initial va suivre à chaque instant la direction opposée au 
gradient de la surface jusqu'à ce qu'elle fInisse par se loger dans un minimum local du potentiel. 
Évidemment, on pourra avoir plus d'une bille par minimum lorsque celles-ci auront atteint l'état 
de repos. De manière plus détaillée, le calcul des minimums est fait de la manière suivante: 
Les points initiaux sont arrangés sur une grille carrée de côté Lgrille ayant Ngrille points sur 
chacun de ses côtés. La grille est centrée au point (Xgrille, Ygrille) et ses points sont 
stockés dans une matrice MatriceGrille : 
ptsInitiauxGrille[Xgrille_, Ygrille_, Iqrille_, Ngrille_l .-
M:xIul.e[ {MatrioeGrille, i, j, delta, Xstart, Ystart} , 
delta = Iqrille/ (Ngrille -1) ; 
MatrioeGrille = {} ; 
Xstart = Xgrille - Iqrille / 2; 
Ystart = Ygrille - Iqrille / 2; 
For[i = 1, i S Ngrille, i++, 
(* Pour chaque ligne de la grille, à partir du bas *) 
For[j = 1, j S Ngrille, j++, 
(* Pour chaque élément de la ligne "i" *) 
MatrioeGrille = ~[MatrioeGrille, 





Une fonction de Migration [ (donnée ci-après) est utilisée pour calculer la position [male des 
points de la grille initiale et la valeur correspondante des minimums. Ces résultats sont ensuite 
retournés dans une matrice Points Finaux. La fonction de Migration [ 1 fait "migrer" chaque 
point de la grille un après l'autre au moyen de la fonction FindMinimum [ ] implémentée dans 
Mathematica. La fonction FindMinimum[V[x, y], {x, xo}, {y, Yo}] utilise un algorithme 
de minimisation qui consiste essentiellement en une méthode "de la plus forte pente" ("steepest 
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descent") sophistiquée. La méthode "de la plus forte pente" consiste à suivre la direction opposée 
au gradient à partir d'un point de départ {Xo, Yo} donné jusqu'à ce qu'un minimum soit rencontré 
dans cette direction. Ce nouvel endroit {Xl' Y l} peut être alors utilisé pour débuter une nouvelle 
itération de descente (après y avoir réévalué le gradient). Éventuellement, ce processus va fInir 
par mener à un minimum local du potentiel V[x, y]. 
Migration[GrilleInitiale_, R_, d_, Ntubes_, 9_, e_, a_] .-
Mxhùe[ {PointsFinaux, LesPtsDuReseau, i} , 
LesPtsDuReseau = PtsDuReseau [d, Ntubes] ; 
PointsFinaux = {} ; 
For[i = l, i s Lenqth[GrilleInitiale] , i++, 
PointsFinaux = Append[ PointsFinaux, 
FincMi.n.imJm [Vbundle [x, y, LesPtsDuReseau, R, Ntubes, 9, e, a] , 




La fonction suivante permet de tracer sur un graphique la grille des points initiaux et la position 
des minimums trouvés au voisinage de ces points. La fonction trace également les contours 
(cercles épais) des nanotubes du faisceau avec leurs centres disposés sur un réseau triangulaire de 
Ntubes. Les minimums à l'intérieur et à l'extérieur de chaque nanotube considéré 
individuellement y sont également tracés en utilisant des cercles minces. Pour fInir, la fonction 
imprime la matrice des Points Finaux sous le graphique. La fIgure suivante montre le résultat de 
cette fonction pour un faisceau ayant 7 tubes de 6.5 Â espacés de 3.15 Â pour l'hydrogène (les 
valeurs réduites y sont utilisées). 
Dans cette fonction, la sous-routine PlotCerclesReseau [R, d, Ntubes, epaisseur] est 
utilisée pour tracer tous les cercles représentant les nanotubes et leurs minimums de potentiel. 
ListPlot[{{x1, y1}, {x2, y2}, ... }] , 
PlotGrillePtslnitiaux[Xgrille, Ygrille, Lgrille, Ngrille, grosseur] 
et PlotPointsMigrers [PointsFinaux, grosseur] permettent de tracer les centres des 
nanotubes, les points initiaux et les minimums trouvés, respectivement. 
c:alculel:EtTraoeIMinsVburrlle[R_, d_, Ntubes_, Xgrille_, Ygrille_, Iqrille_, Ngrille_, e_, E_, a-.J := 
M:x:lule[ {M;ttriœMi.grer}, 
a) 
M;ttriœMi.grer= Migration[FtsInitiauxGrille[}<grille, Ygrille, Iqrille, ~le], R, d, Ntubes, e, E, a] ; 
Print(Show( 
Listplot[FtsDuFeseau[d, Ntubes] , AxesTatel-+ {X, Yb Prelog - >J\bsolutePointsize[6] , 
AspectRatio -+ Autanatic, Display~on -+ Identity] , 
PlotcerclesReseau[R, d, Ntubes, 2] , 
PlotcerclesReseau[MinInterieur[R, e, E, a], d, Ntl.lbes, 1], 
PlotcerclesReseau[Mi.nExterieur[R, e , E, a], d, Ntubes, 1], 
PlotGrilleFtsInitiaux[Xgrille, Ygrille, Iqrille, ~le, 6] , 
Plot.PointsMigrers [M;ttriœMi.grer, 6] , 
Display~on -+ $DisplayEUnction 
] , 
"\n" , M;ttrixFoDn(M;ttriœMi.grer] 
y b) 
- 2 . 00627 {x-> 5 . 24424 , Y -> 3 . 02776} 
effacer effacer 
- 2 . 00627 {x -> 5.24424 , Y -> 3 . 02776} 
- 1. 94117 {x -+ 0.514139, y -+ - 0.890509} 
effacer effacer 
- 1. 94117 {x -+ 0.517398 , Y-+ - 0.888658} 
- 1. 93759 {x-+ O. , Y -+ 1. 02785} 
effacer effacer 
- 1. 93759 {X -+ O., y ... 1. 02785} 
effacer effacer 
- 1. 92375 {x-+ 2 . 01069, y -+ 3 . 49766) 
- 1.44518 { x-+ 2 . 53148 , Y-+ 1. 46155} 
effacer effacer 
- 1. 44518 {x -+ 2 . 51484 x 10-7, y -+ 2 . 9231} 
y 
- 2.00627 {x -> 5 . 24424 , Y-> 3. 02776} 
effacer effacer 
- 2.00627 {x -> 5 . 24424 , Y-> 3. 02776} 
- 1. 92375 {x ... 2.0172, Y '" 3.49391} 
effacer effacer 
- 1. 92372 {x -+ 1. 99386, Y'" 3.50779} 
-1. 92353 {x ... 4 . 03547 , y -+ 0.0649438} 
- 1. 92303 (x ... 1.91319, Y '" 3 . 5638) 
- 1. 92253 (x ... 2.1595, Y '" 3.42826) 
- 1.91971 (x ... 2.27961, y-+ 3.3822) 
- 1. 91744 {x-+ 4. 10686, Y'" 0.39178} 
- 1.90451 {x ... 2 . 95279, Y'" 3.44114} 
- 1. 44518 {x -+ 2.53148, Y'" 1. 46155} 
effacer effacer 
- 1. 44518 {x ... 2.53148, Y'" 1. 46155} 
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(2.40) 
Figure 2.18. Position des minimums du potentiel d'adsorption (points gris) pour un faisceau de 7 
SWNTs ayant d* = 5.063 et R* = 2.038 (16.15 Â et 6.50 Â pour H2). Les parties a) et b) sont 
utilisées pour rechercher des minimums interstitiels et périphériques respectivement. Les 
matrices montrent la valeur et la position de quelques minimums trouvés. 
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Nous avons ainsi calculé les minimums du potentiel d'adsorption pour d'autres faisceaux 
formés de 7 nanotubes mais possédant des dimensions d et R différentes. La valeur de ces 
minimums situés dans les différents sites d'adsorption du faisceau sont montrées dans le tableau 
suivant. Le fait de prendre des petits faisceaux de seulement 7 nanotubes n'influencera que très 
peu la valeur des minimums trouvés (pour un faisceau de 25 nanotubes ayant d* = 5.235 et 
R* = 2.038, les minimums de V* trouvés sont en bon accord avec les valeurs du tableau suivant: 
-1.901, -3.012 et -2.008 dans les tubes, les interstices et les sites périphériques respectivement). 
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Tableau 2.2 Valeur des minimums du potentiel d'adsorption (en kJ/mol) dans les différents sites 
d'adsorption d'un faisceau de 7 SWNTs pour l'hydrogène. Les valeurs réduites correspondantes 
(par cr ou E's) sont données entre parenthèses. Rmin est le rayon du nanotube isolé ayant l'intérieur 
le plus attractif. 
d (Â) Site d'adsorption R=6.501 Â Rmin = 3.464 Â (d*) (R* = 2.038) (Rmin* = 1.086) 
SWNT intérieur -5.450 -12.52 (-1.769) (-4.065) 
SWNT extérieur -3.080 -2.793 (-1.000) (-0.9067) 
Intérieur SWNTs -5.843 (-1.897) 
16.70 Sites intersticiels -9.249 (5.235) (-3.002) 
Sites périphériques -6.180 (-2.006) 
Intérieur SWNTs -5.980 ( -1.941) 
16.15 Sites intersticiels -4.452 (5.063) ( -1.445) 
Sites périphériques -6.181 (-2.006) 
Intérieur SWNTs -13.42 (-4.355) 
10.63 Sites intersticiels 3.810 (3.332) (1.237) 
Sites périphériques -5.650 (-1.834) 
Intérieur SWNTs -13.78 (-4.473) 
10.08 Sites intersticiels 70.58 (3.159) (22.91) 
Sites périphériques -5.657 ( -1.836) 
Du tableau précédent, on voit que le site d'adsorption le plus attractif est situé à l'intérieur des 
nanotubes d'un faisceau formé de tubes de rayon Rmin espacés de 3.15 Â (cf. [24]). Il est 
intéressant de constater l'avantage que procure le regroupement des SWNTs en faisceau en 
comparant ce minimum avec ceux des autres nanostructures calculés précédemment : 
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V min, bundJe = 4.473&/ = 1.10 
V min SWNT 4.065&s' 
V min, bundJe = 4.473& s ' = 1. 86 et V min, bundJe = 4.473& s' = 3.73 
V min, slit 2.4&s' V min, flat 1.2&s' 
(2.41) 
Ainsi, le gain (de 10 %) sur la profondeur du puits de potentiel par rapport au SWNT isolé est 
assez modeste pour l'hydrogène. Cependant, puisque l'interaction de Van der Waals (totale) entre 
les nanotubes voisins du faisceau impose un espacement de 3.15 Â entre leurs parois (mesuré à la 
réf. [24] et déduit à la réf. [19]), il est possible d'obtenir un gain plus élevé pour un gaz possédant 
des molécules plus grosses: Rmin * demeure inchangé à 1.086, mais l'espacement réduit 
g* = 3.15/cr = d* - 2R* correspondant est alors diminué, ce qui revient à rapprocher les nanotubes 
du faisceau entre eux (dans les dimensions réduites par cr) et permet ainsi de creuser davantage le 
potentiel réduit à l'intérieur des tubes. 
2.5. Le potentiel d'adsorption effectif. 
Nous allons présenter dans cette section les résultats d'une tentative (suggérée dans [36]) 
ayant pour but d'inclure une correction quantique au second coefficient du viriel BAS (classique) 
puisque nous savons que l'hydrogène obéit en fait aux lois de la mécanique quantique. Malgré 
l'échec de cette tentative, nous aurons quand même une idée de la température à partir de laquelle 
les effets quantiques deviennent négligeables. Nous obtiendrons dans cette section un "potentiel 
effectif" qui permettra d'inclure une correction quantique au BAS en remplaçant simplement le 
potentiel d'adsorption des différentes nanostructures par le potentiel effectif. Étant donné 
l'ampleur des programmes calculant les BAS (cf. annexes 4 à 7) l'avantage du potentiel effectif est 
manifeste! 
En physique statistique, les fonctions de partition canonique ou grand canonique permettent 
de déduire toutes les propriétés d'un système thermodynamique. La fonction de partition 
canonique est donnée par une somme sur tous les états quantiques discrets du système : 
QN (V,T) = Q(N, V,T) = :L:e-E,,(N,v)/kT = e -/lF (2.42) 
n 
Où j3 = 1/ kT et où F est l'énergie libre de Helmholtz. Lorsque les niveaux d'énergie sont 
très rapprochés (M/kT « 1, i.e. T ~ (0 ) nous pourrons remplacer cette somme discrète par une 
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intégrale sur tous les états classiques (p, q) du système dans l'espace des phases. Cette intégrale 
est plus simple que l'Équ. (2.42) car elle ne requiert pas la connaissance des En. 
Q (V T) = 1 fcrr. ... cff, diJ . ··diJ e -Hchm(p,q)/kT où T ~ ct:) N ' N! h 3N 1 N 1"'1 1"' N (2.43) 
L'expression précédente est la fonction de partition canonique classique pour N particules 
indiscernables et sera utilisée pour calculer les BAS classiques (cf. chap. 3). Dans le formalisme 
de la physique statistique quantique, l'opérateur densité peut être utilisé pour décrire le système 
qui a une certaine probabilité W n de se retrouver dans l'état propre normé 1 En) de l'hamiltonien H 
du système: 
(2.44) 
Dorénavant, nous allons négliger le Q au 
n n 
dénominateur de l'Équ. (2.44) de sorte que p soit non normalisé et que nous ayons dans la 
représentation des coordonnées: 
Q = e- fJF = Tr p = fdx (xlolx) = fdx p(x, x) (2.45) 
L'obtention du potentiel effectif pour une particule se déplaçant dans un potentiel V(x) étant 
montrée en détails dans la référence [38], nous allons nous contenter de donner les grandes lignes 
de ce calcul ici. Le calcul est basé sur la théorie des intégrales de parcours de Feynman utilisée 
également en mécanique quantique (e.g. chap. 16, réf. [39]). L'opérateur densité peut être 
exprimé en terme d'un "temps" u = fJIi = n& : 
peu) = e- H lI/ 1i = e-Hc/lie - H&/h .. ·e- HC/Ii = P cP c ··· P c (n facteurs) (2.46) 
Qui devient dans la représentation des coordonnées : 
(2.47) 
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Cette dernière équation se laisse interpréter comme étant une intégrale (dans la limite n ~ 00 ) sur 
toutes les trajectoires (x', Xl , .. . , Xn-l , X) reliant X' = x(O) et X = x(u) (cf. Fig. 2.19) et peut s'écrire 
symboliquement: 





!l>x(u) = lirn dx dx ... dx ~ 
1 2 n- l 2'r. n~<Xl "nB 
(2.50) 
X 






Figure 2.19. Une particule à une dimension se déplaçant de X' à X le long d'un parcours Xl , X2, 
etc. 
Dans le cas d'une particule soumise à un potentiel V(x), l'Équ. (2.48) devient: 
(2.51) 
Qui permet d'obtenir la fonction de partition (où X' = X est remplacé par x(O» : 
e-PF = fdx(O) f e-S[X(U) ]!l>x(u) (2.52) 
x(O)=x(O) 
x (U )=x(O) 
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fdx(O) ffi>xe -(S-So)e-So 
e-/3F = x(O)=x(U ) e-/3Fo 




e- flFo = fdx(O) ffi>xe -so (2.54) 
x(O)=x(U) 
So[x(u)] est une autre fonctionnelle de la trajectoire qui peut être choisie arbitrairement. Elle est 
choisie de telle sorte qu'elle soit manipulable plus facilement que la fonctionnelle exacte S. On 
remarque que le premier facteur de l'Équ. (2.53) est une moyenne ayant e-so comme poids: 
(2.55) 
Utilisant l'inégalité suivante, dont l'interprétation est donnée à la figure ci-dessous: 
(2.56) 
--~--~----~--~------------~/ fI (1) /2 
Figure 2.20. Interprétation géométrique de <e- f> ~ e-<f>. 
l'Équ. (2.55) permet fmalement d'obtenir une inégalité reliant F et les quantités "d'essai" toutes 
dénotées par l'indice 0 : 
(2.57) 
Cette dernière équation représente en fait un critère de minimisation de la fonctionnelle d'essai So 
dans le but d'estimer au mieux possible la fonctionnelle exacte S. Fo et e-/3Fo seront alors des 
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approximations pour l'énergie libre et la fonction de partition. Dans le cas d'une particule 
soumise à un potentiel V(x), la fonctionnelle exacte et la fonctionnelle d'essai auront la forme 
suivante (où nous avons posé li = 1 pour alléger l'écriture des équations qui vont suivre) : 
(2.58) 
(2.59) 
Où i est la position moyenne sur la trajectoire x(u) et où wei) est un potentiel constant sur la 
trajectoire considérée et dont la forme fonctionnelle est à déterminer. Nous allons obtenir sa 
forme en utilisant la condition de minimisation contenue dans l'Équ. (2.57). 
i= ~ f x(u) du (2.60) 
Dans le cas où T --+ 00, U --+ 0 de sorte que i ~ x(O). De plus, si nous faisons le choix trivial 
wei) = V(i) , nous obtenons après quelques calculs la limite classique de la fonction de 
partition: 
Q = ~ mkT fe -V(X)/kT dx = l fe -V(X)/kTdx 





est la longueur d'onde thermique de la particule. Cette longueur d'onde a le même ordre de 
grandeur que la longueur d'onde de Broglie d'une particule ayant une énergie cinétique kT 
(A = hl p = hl .J2mK =hl .J2mkT). Revenant au calcul de wei) et de e-PFo ,nous obtenons après 
des calculs ardus les résultats suivants: 
e-PFo = ~ fexp[- pw(y)]dy v2,ifii1 (2.63) 
1 f(K(y) - w(y) )e-pw(Y)dy 
- / S - s) - -=-----------.----P \ 0 So - fe -PW(Y)dy (2.64) 
47 
Où: 
~6mkT f [ 6mkT ( )2] K(y) = 7rn 2 dz VeZ) exp -~ y-z (2.65) 
Maintenant que nous sommes rendus à ce point-ci, il ne nous reste plus qu'à appliquer le principe 
variationnel donné à l'Équ. (2.57) afm de trouver la forme du potentiel w(y). Effectuant une 
petite variation sur w(y), nous obtenons: 
w(y) ~ w(y) + 1J(Y) 
e-Pi5F• = ~ fexp[- p(w+'7) J<!Y = f(l- P'7)exp[- pwJ<!y 
~ fexp[- /3w ]dy fexp[- /3w ]dy 
D'où: 
V~ 
~ exp[- f/31J exp[- /3w] dY] 
fexp[- /3 w ] dy 
Aussi puisque e - fJ'I ~ 1- /31J et l/(A + 5) ~ 1/ A - 5/ A2 (5 ~ 0) : 
(2.66) 
(2.67) 
Les termes d'ordre TJ2 pourront être négligés dans le premier terme de l'équation précédente. 
Puisque le deuxième terme est petit devant le premier, tous les termes d'ordre TJ qu'il contient 
pourront être négligés, ce qui donne : 
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(2.68) 
De sorte que : 
Qui permet finalement d'obtenir la forme fmale du potentiel w(y) : 
w(y) = K(y) (2.69) 
La fonction de partition semi-classique est alors donnée par (à comparer avec l'expression 
classique Équ. (2.61) : 
Q. = ~ mkT fe -K(Y)/kT d" = ~ fe -K(Y)/kTdu 
sel 27tn 2 :/ A :/ (2.70) 
Donc, tout ce que l'on devra faire sera de remplacer Vey) par K(y) (le potentiel effectif) pour 
obtenir des expressions semi-classiques et ainsi inclure une correction pour les effets quantiques. 
On remarque que l'Équ. (2.65) est en fait une moyenne du potentiel classique Vez) pondérée 
par une gaussienne d'écart type ar centrée sur la position y : 
CY T = iii ..J12mkT = AI ..J24n (2.71) 
Donc, lorsque T ~ 00 , CYT ~ 0 et K(y ) ~ Vey ) comme on s'y attend lorsque les effets 
quantiques deviennent négligeables. De façon plus précise, les effets quantiques deviendront 
négligeables lorsque le potentiel est pratiquement constant sur un rayon de 3ar autour de y. 
Puisque le potentiel d'adsorption varie très rapidement près des parois, c'est là que les effets 
quantiques seront le plus significatif. De plus, puisque la largeur du puits de potentiel 
d'adsorption a une largeur typique de a (cf. Fig. 2.4 pour d* = 4 et Iz·1 > d · /2), la profondeur du 
puits de potentiel effectif coïncidera essentiellement avec celle du potentiel classique lorsque 
2· 3CY T < < cy , i.e. lorsque T > > 7.10 K pour l'adsorption d'hydrogène sur une feuille de graphène. 
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Afin d'avoir une meilleure idée de la température à partir de laquelle les effets quantiques 
deviennent négligeables et dans le but de préparer le terrain pour le calcul du potentiel effectif 
d'un SWNT et d'un faisceau de SWNTs, nous avons calculé numériquement le potentiel effectif 
d'une feuille de graphène. Pour ce cas, le potentiel effectif réduit (sans dimensions et 
indépendant de la nature de l'adsorbat) évalué à une distance d* du plan est donné par : 
V• (d · ·)=r [dx· V· ( . ) -a·{x- -d·r eff flat , a flat X e 






Cependant l'Équ. (2.72) donnant le potentiel effectif d'une feuille de graphène possède un 
problème majeur. Bien que le terme gaussien ait pour effet d'atténuer le potentiel V ;at (x · ) loin 
du point d'évaluation d*, cela n'est pas suffisant pour empêcher la divergence de V ;at à x* = 0 de 




Il est aisé de voir que l'intégrand de l'Équ. (2.76) tend vers l'inflni lorsque lui ~ 00 mais qu'il 
demeure borné au centre de sorte que le potentiel effectif divergera peu importe l'endroit d* 
choisi pour l'évaluer. Ce problème subsistera également pour le potentiel effectif des autres 
nanostructures (de forme similaire à l'Équ. (2.65)) puisque le terme gaussien n'arrive pas à 
atténuer la divergence près des parois. Afin d'avoir tout de même une idée du comportement du 
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potentiel effectif en fonction de la température, nous avons utilisé un potentiel tronqué près de 
l'origine pour éviter la divergence du potentiel V ;at (x · ) près du plan : 
V ;at, (x · ,te") = 
tronq 
2[ 2 .-10 .-4] -X - X 5 ' 
{~ll·-I O _ ll.-4 ] , (2.78) 
Posant u = x* - d* et limitant l'intégration dans l'Équ. (2.72) à N sO"; autour du point 
d'évaluation d* (puisque l'intégrand est négligeable en dehors de cette plage) nous avons après 
avoir remplacé le facteur de normalisation ~ a · /7r par le facteur correspondant pour cette plage 
de valeurs de x* : 
r N,/& • ..' 2 JN / & V jlat, (U + d , ll ) e -a l/ du 
V • (d· • A· N ) ' tronq eff,j1at ,a; il , s ~ ----N- /+&=2a=.,---.-----
tronq r ' e-a l/2 du 
JN,/& 
(2.79) 
Choisissant une distance de ll* = 0.3 cr de la surface pour tronquer le potentiel (car à cette 
distance, nous sommes bien entrés dans les coeurs durs) et un Ns = 4.0 suffisamment grand pour 
inclure pratiquement toute la gaussienne, nous obtenons fmalement le comportement du potentiel 
effectif réduit pour plusieurs températures (données entre parenthèses pour l'hydrogène) : 










V flat Classique 
a* = 12.679 (5.000 K) 
a" = 25.357 (10.00 K) 
a* = 83.627 (32.98 K) 
a* = 196.26 (77.40 K) 
a* = 493.45 (194.6 K) 
a* = 760.71 (300.0 K) 
a* = 1521. 4 (600.0 K) 
Figure 2.21. Potentiel effectif réduit d'adsorption sur une feuille de graphène pour plusieurs 
températures (les valeurs entre parenthèses sont pour l'hydrogène). 
Sur ce graphique, nous pouvons voir finalement que les effets quantiques seront négligeables 
pour les températures d'intérêt (T ~ 77.4 K) dans le cas de l'hydrogène. Pour d'autres gaz plus 
massifs, les effets quantiques seront encore plus négligeables car leur crT seront plus petits. 
Le problème qu'il y a lorsqu'on utilise un potentiel V;'t. (x· ,~.) tronqué pour calculer le 
tronq 
potentiel effectif est que le potentiel résultant est mal défIni près de la surface et que cela empire 
à mesure que la température diminue. (Sous ces conditions, l'intégrand de l'Équ. (2.79) possède 
un pic très étroit près de u = -d*, ce qui cause des problèmes d'intégration numérique). Nous ne 
pouvons donc pas faire une sous-routine fonctionnant à toutes les températures et qui pourrait 
s'insérer facilement dans le programme calculant le second coeffIcient du viriel BAS d'une feuille 
de graphène (cf. annexe 4). Néanmoins, nous allons maintenant généraliser l'Équ. (2.65) du 
potentiel effectif d'une particule à une dimension au cas du faisceau de SWNTs et du SWNT 
isolé. Prenant trois degrés de liberté indépendants x, y et z et puisque V (1) est indépendant de z 
à cause de la symétrie axiale, nous obtenons: 
' . 
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V(r) = V(rXY ) = V(x) + Vey) 
Veff (r) = Veff (rXY ) = Veff (x) + Veff (y) 
(2.80) 
Avec (où CT et DT sont des constantes de normalisation) : 
6mkT 
. a=--
, n2 (2.81) 
(2.82) 
Dans le cas d'un SWNT et d'un faisceau de SWNTs, l'intégration sera faite sur la projection dans 
le plan XY de la région de l'espace accessible aux molécules d'adsorbat Aacc, de sorte que 
l'équation précédente puisse s'écrire sous la forme: 
[ (r' r)2] f dA' V(r;y ) exp - xy - 2XY A~c cr 
V C ) T 
eff r
xy 





cr -l L ian dA r 2 e-ar2 J1/2 - I/Fa _ n = A 
T - i dA e _ar2 - - .J 6mkT .J127r 
plan 
(2.84) 
L'écart type ainsi calculé est différent de celui obtenu pour une particule à une seule dimension 
(Équ. (2.71». Un rayon de 2.15 O"T autour du centre de la gaussienne sera suffisant pour inclure 
99 % de sa surface. 
L'Équ. (2.83) servant au calcul du potentiel effectif dans un plan XY peut être simplifiée 
dans le cas d'un SWNT ouvert (cf. Fig. 2.22) : 
(2.85) 
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Figure 2.22. Calcul du potentiel effectif d'un SWNT. 
2 [ 2 ,2 2' ",,] ~ff (r) = a i 7C dtjJ r dr' r' Ver') exp _ r + r - ~r cos'(J 
~ ~T 
(2.86) 
Renommant r' par p, posant X' = - 2i ~r et utilisant la représentation intégrale de la fonction de 
~T 
1 J 27C .- " Bessel (cf. réf. [40]) Jo (X' ) = - e' x cos 1" dtjJ : 
2~ 0 
(2.87) 
Utilisant la représentation en série de la fonction J o (X' ) [40] : 
(2.88) 
et définissant une fonction de Bessel modifiée : 
~2 ~4 ~6 
1 (~) .-oJ ( ' ~) J ( ' ~) 1 x x x o X =l 0 lX = 0 lX ~ +-+-+--+ ... 
4 64 2304 
(2.89) 
le potentiel d'un SWNT ouvert aux extrémités devient finalement: 
2 (2prJ [ p 2+r2] ~ff (r) = - 2 r dp p 10 --2 V(p) exp - 2 
~T ~T ~T 
(2.90) 
Dont l'allure est donnée à la figure ci-dessous [36] pour un nanotube (13,0) (continu) ayant un 
rayon de 5.09 Â . Cette figure montre également la corrugation du potentiel du nanotube (13 , 0) 
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discret en traçant le potentiel le long d'une ligne radiale passant par le centre d'un hexagone 







o 0.2 0.4 0.6 
r/R 
Figure 2.23. Potentiel d'adsorption (réduit par ê c- H2 ) d'une molécule d'hydrogène sur un SWNT 
(13,0) discret le long d'une ligne radiale passant par les points S (courbe tiretée) ou par les points 
A (courbe pointillée). La courbe continue est le potentiel classique Ver, R) obtenu avec un 
nanotube continu. Le potentiel d'adsorption effectif à 10 K et à 50 K est représenté par la courbe 
tiret-point-tiret et par les carrés respectivement. 
De la figure précédente, nous voyons que les effets quantiques sont assez faibles pour 
l'adsorption d'hydrogène à 50 K sur un nanotube de 5.09 Â de rayon. Donc, comme pour le cas 
de l'adsorption sur une feuille de graphène, les effets quantiques seront négligeables aux 
températures d'intérêt expérimental (T ~ 77.4 K). 
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CHAPITRE 3. LE SECOND COEFFICIENT DU VIRlEL BAS. 
3.1. Équations générales des coefficients du viriel pour l'adsorption. 
Nous allons maintenant développer la quantité de molécules de gaz adsorbée en excès sur la 
surface de l'adsorbant en série du viriel. Les molécules de gaz seront considérées comme des 
particules (sans degrés de liberté internes) indiscernables. Nous présenterons ici l'essentiel de la 
dérivation menant à l'obtention des second et troisième coefficients du viriel (BAS et CAAS), les 
détails étant présentés dans de nombreuses références [11-13,41]. 
Les fonctions de partition canonique classique du gaz en présence et en absence (dont les 
quantités seront indicées d'un 0) de la surface sont données par (après avoir intégré l'Équ. (2.43) 
sur les Pi) : 
Qo (V T) _ Z~ N , - N!A3N . Q (V T) _ ZN , N , - N!A3N 
où les intégrales de configurations classiques sont données par : 
Z~ = f -uO 1 kT -T.: -T.: e N ur. .. 'ur 1 N 
Vaccessible 




et où UN et U~ sont l' énergie potentielle totale du gaz en présence et en absence de la surface. 
En supposant que le potentiel intermoléculaire uer) est additif par paires, nous obtenons: 
N 
U~ = Lu(rij ) UN = U~ + Lu, (r;) (3 .3) 
i <} i ; 1 
où U s (r) est le potentiel d'interaction d'une molécule d' adsorbat avec la surface de l'adsorbant 
qui a été étudié au chapitre précédent pour différentes nanostructures. 
Les fonctions de partition grand canonique classiques deviennent donc, en définissant l'activité 
z = QIO À/V = À/ A3 (où À = e PI1 , Il = potentiel chimique de l'adsorbat) : 
0;:::;'0 _ "Qo 1N _ "Z~ N ~ - L. N A - L. z N~O N~O N! (3.4) 
Qui donne, en développant fonnellement le logaritlune au moyen de la série 
In (1 + x) = x - x 2 /2 + x3/3 - ... : 
InSO = IVby zi InS= IVbi zi 
i;;,1 i;;,1 
Où les coefficients b i sont donnés par : 
l!VbI = ZI; blo = 1 
2!Vb2 = Z2 _Z1
2 





avec des équations similaires pour les b y. Les nombres moyens de particules en absence et en 
présence de la surface s'obtiennent des fonctions de partition grand canonique: 
De sorte que la quantité de molécules adsorbées en excès sera simplement donnée par la 
différence du nombre de molécules en présence et en absence de l'adsorbant: 
(3.7) 
(3.8) 
Loin de la surface, nous pouvons supposer que le gaz est idéal (U~ = 0), de sorte que Z~ = V 2 • 
Substituant les ZN dans l'équation précédente et puisque z ~ p / kT quand p ~ 0 , nous 
obtenons fmalement la série du viriel pour l'adsorption en excès: 
(3.9) 
Où les second et troisième coefficient du viriel sont donnés par : 




Dans les équations précédentes pour BAS et CAAs, V est le volume accessible aux molécules 
d'adsorbat. On remarque que le coefficient BAS fait intervenir l'interaction d'une molécule 
d'adsorbat en présence de la surface et ignore toutes les autres molécules présentes dans le gaz. 
Donc l'approximation de la loi de Henry (qui consiste à garder simplement le terme linéaire en 
pression) valide aux très faibles recouvrements néglige l'interaction adsorbat-adsorbat. Pour des 
pressions plus élevées, nous devrons tenir compte de cette interaction en incluant CAAs. Et pour 
des recouvrements encore plus élevés, l'interaction à 3 corps devra aussi être incluse au moyen 
du coefficient DAAAs . Au cours de ce travail, nous nous limiterons à l'étude du coefficient BAs. 
3.2. Le second coefficient du viciel BAS pour les différentes nanostructures. 
Lors de cette section, nous allons donner la forme que prend l'équation (3.10) dans le cas 
des différentes nanostructures vues au chapitre précédent. Nous obtiendrons des équations 
normalisées, écrites en terme du potentiel d'adsorption réduit. Ces coefficients B* AS réduits 
auront l'avantage d'avoir un comportement universel, indépendant de la nature de l'adsorbant et 
de l'adsorbat. 
3.2.1. Le second coefficient du viriel d'une feuille de graphène. 





Le BAS normalisé, indépendant de la nature de l'adsorbant et de l'adsorbat (i.e. indépendant 
de E, cr, 8), est donné par : 
Où: 
V;" (z ï = 2[ f C. r -c. )'] (le potentiel d'adsorption réduit) 
T* = kT/Es' 
z' =z/O" 





On remarque des équations précédentes, que les B* AS et BAS coïncideront lorsque l'on aura 
A = 1,0" = 1 et E = k/1rB (= 0.8377 lorsque les énergies sont exprimées en Kelvins) : 
BAS ~B;s =BAS /AO" 
T ~ T* = kT/Es' 
(3.17) 
Alors, il suffIra d'entrer ces valeurs dans un programme calculant le BAS (donné à l'annexe 4) 
pour qu'il puisse aussi calculer le B * AS réduit sans avoir à être modifié. 
3.2.2. Le second coefficient du viriel d'un pore en fente. 
Le BAS non normalisé, lorsque l'adsorption a lieu entre deux feuilles de graphène d'aire A 
séparées d'une distance d, est donné par : 
(3.18) 
Où: 
V S/il (z, d) = V jlal (z + d/2) + V jlal (z - d/2) (3.19) 
Le BAS normalisé, indépendant de la nature de l'adsorbant et de l'adsorbat (i.e. indépendant 




~;il (Z", d O) = V;al (z" + d " /2) + V;al (z" - d " /2) 
d " = d/(j (la largeur réduite du pore) 
(3.21) 
(3.22) 
On remarque des équations précédentes, que les B* AS et BAS coïncideront lorsque l'on aura 
A = 1, (j = 1 et & = k/trB (= 0.8377 lorsque les énergies sont exprimées en Kelvins) : 
BAS ~ B~s = BAS / A(j 
T ~T* = kT/&/ 
d~d" =d/(j 
(3.23) 
Alors, il sufflra d'entrer ces valeurs dans un programme calculant le BAS (donné à l'annexe 5) 
pour qu'il puisse aussi calculer le B * AS réduit sans avoir à être modiflé. 
3.2.3 . Le second coefflcient du viriel d'un nanotube (SWNT et MWNT). 
Le BAS non normalisé, lorsque l'adsorption a lieu sur un nanotube de longueur L à parois 
multiples (MWNT) ayant des rayons Ri, est donné par : 
( { }) r { ( 1 I Nbreparois )} BAS T, Ri = 2trL exp -- _ Ver, RJ -1 r dr rmin kT 1-1 (3.24) 
Où: 
{ 
0 pour un MWNT ouvert 
r - (3.26) 
min - Max {Ri} pour un MWNT fermé 
Dans l'équation (3.26), il est sous-entendu que l'adsorbat ne peut pénétrer entre les parois 
d'un MWNT fermé aux bouts car les parois sont supposées continues. Le BAS normalisé, 





V'(r' , R;' ) = 3 [ :~ U. r Mil Cr' / R: ) -U. J M s (r ' / R;' ) ] (le potentiel réduit) (3.28) 
Ri· = Ri / a (les rayons réduits du MWNT) 
r ~in = r mm / a (3.29) 
r· = r/a 
On remarque des équations précédentes, que les B* AS et B AS coïncideront lorsque l'on aura 
L = 1, a = 1 et & = k/trB (= 0.8377 lorsque les énergies sont exprimées en Kelvins) : 
BAS ~ B;s = BAS / La2 
T ~r = kT/&,' 
Ri ~ Ri· = Ri/a 
(3.30) 
Alors, il sufftra d'entrer ces valeurs dans un programme calculant le B AS (donné à l'annexe 6) 
pour qu'il puisse aussi calculer le B * AS réduit sans avoir à être modifté. 
3.2.4. Le second coefficient du viriel d'un faisceau de nanotubes à parois simples. 
Le BAS non normalisé, lorsque l'adsorption a lieu sur un faisceau de SWNTs de longueur L 
et de rayon R, ayant leurs centres séparés d'une distance d (cf. Fig. 2.14) est donné par : 
BAS (T,d, R)=L L {exp [ __ 1 't v~r - RfX/ l , R)~ - I}dA 
ace kT noeuds 
(p , q) 
(3.31) 
Où la position des centres des SWNTs est donnée par : 
(3.32) 
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Dans l'équation (3.31), Aacc représente la projection du volume accessible aux molécules 
d'adsorbat dans un plan perpendiculaire au faisceau. Le BAS normalisé, indépendant de la nature 
de l'adsorbant et de l'adsorbat (i.e. indépendant de E, cr, 9), est donné par : 




d · = d/CT (le pas réduit du réseau) 
R ;q = R pq JCT 
A;cc = Aacc / CT 2 (la région ayant toutes ses dimensions réduites par cr) 
(3.34) 
-. -/ r = r CT 
On remarque des équations précédentes, que les B* AS et BAS coïncideront lorsque l'on aura 
L = 1, CT = 1 et B = k/JrB (= 0.8377 lorsque les énergies sont exprimées en Kelvins) : 
BAS ~B:s =BAS /LCT 2 
T~r =kT/Bs' 
R ~R· =R/CT 
d ~d· =d/CT 
(3.35) 
Alors, il suffira d'entrer ces valeurs dans un programme calculant le BAS (donné à l'annexe 7) 
pour qu'il puisse aussi calculer le B * AS réduit sans avoir à être modifié. 
Lorsque nous calculerons le BAS d'un faisceau de SWNTs fermés au moyen de l'équation 
(3.31), il sera plus facile de définir l'intégrand f de la manière suivante: 
f= r




o , si, est dans un des SWNTs 
et d'intégrer f sans aucune restriction dans tout le plan XY perpendiculaire aux axes des 
nanotubes du faisceau. (En pratique, on intègre numériquement l'Équ. (3.36) dans une région 
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circulaire englobant le faisceau. La région circulaire est environ 14 cr plus large que le faisceau.) 
L'Équ. (3.36) est équivalente à poser: 
I
N",,,., fi 1) 
_ L V ~r - R pq ,R ,si r est dans la région trouée Aacc 
v'b dl (r d R) = noeuds 
un e , , (p,q) 
o , si r est dans un des SWNTs fermés du faisceau 
(3.37) 
De plus, si l'on suppose que les nanotubes sont des tiges dures (V = 00 à l'intérieur et V = 0 à 
l'extérieur), l'équation (3.37) donne Vbundle = 0 dans tout le plan, d'où BAS = 0 et Na = O. I.e. qu'il 
n'y a pas d'adsorption sur des tiges dures comme on s'y attendrait. 
Au lieu de prendre comme volume accessible la région trouée comprise entre les SWNTs 
fermés du faisceau (ce qui revient à poser Vbundle = 0 à l'intérieur des SWNTs fermés), il est 
intéressant de regarder ce qui arriverait si l'on supposait que la totalité de l'espace était accessible 
aux molécules d'adsorbat. Dans ce cas, on aurait pour des tiges dures que V bundle = 00 à l'intérieur 
des tiges et que V bundle = 0 entre les tiges. La quantité adsorbée en excès deviendrait alors: 
= - P V,ubes = _ N < 0 
kT 0",,,., 
(3.38) 
ce qui signifie que le gaz est simplement chassé de Vtubes après l'ajout des tiges dures. Mais 
l'adsorption, qui est en fait due à l'attraction des molécules d'adsorbat sur la surface, devrait être 
nulle dans ce cas. Cet exemple illustre donc qu'il faut considérer seulement le volume accessible 
aux molécules d'adsorbat lorsqu'on désire calculer l'adsorption en excès Na. 
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CHAPITRE 4. ASPECTS NUMÉRIQUES DES CALCULS DES SECONDS COEFFICIENTS 
DU VIRIEL BM . 
Le calcul du second coefficient du viriel des différentes nanostructures vues précédemment 
est essentiellement un problème d'intégration numérique. Nous allons donc discuter des 
algorithmes d'intégration numérique utilisés. Nous verrons également l'importance de trouver 
une manière efficace pour calculer les fonctions MD(x) afm que le calcul du BAS d'un faisceau ne 
soit pas excessivement lent. Nous discuterons également des complications dues à la divergence 
du potentiel d'adsorption près des parois et de la procédure utilisée pour générer le réseau formé 
des centres des nanotubes du faisceau. 
Les programmes calculant les BAS étant explicitement donnés aux annexes 4 à 7, nous 
expliquerons ici simplement le fonctionnement général des différents algorithmes. 
4.1. Discussion des algorithmes pour les nanostructures ayant un potentiel d'adsorption 
dépendant d'une seule coordonnée (feuille de graphène, pore en fente, MWNT). 
Dans le cas où le potentiel d'adsorption dépend d'une seule variable, l'intégration numérique 
calculant BAS est faite au moyen de la méthode de Simpson dont les détails sont donnés dans les 
références [42,43]. La figure suivante introduit les notations utilisées lorsqu'on intègre une 
fonction f(x) sur un intervalle [a, b] : 
Figure 4.1. Notations utilisées dans la règle du trapèze et de Simpson. 
La règle du trapèze, obtenue en faisant passer une droite entre (Xl, fI) et (X2, f2), suivie de 
l'intégration sur [Xl, X2] est donnée par : 
La règle de Simpson est obtenue comme l'équation précédente, sauf qu'on fait passer une 




Les deux règles précédentes peuvent être "étendues" en les appliquant sur des sous-intervalles 
consécutifs : 
(N f(x) dx = h[± 1; + 1; + /; + ... + f N-I + ± f N ] + 0(~2 ) (où N est quelconque) (4.3) 
IXN [1 4 2 4 2 4 1] (1) f(x)dx=h - 1;+-f2+-/;+-f4+···+-fN 2+-fN 1+ - f N +0 - 4 x, 3 3 3 3 3 - 3 - 3 N (4.4) 
(où N est impair) 
L'avantage de la règle du trapèze étendue est qu'il est possible de doubler le nombre de sous-
intervalles utilisés pour l'évaluer sans devoir recalculer les fi à tous les points. Seule l'évaluation 
des nouveaux fi (situés entre les anciens points (Xi, fi)) sera nécessaire, ce qui diminuera de moitié 
le travail requis pour l'ordinateur. En effet, dénotant par lil la règle du trapèze obtenue par i 
bissections consécutives des sous-intervalles, on obtient aisément les résultats suivants: 
i = 1, 2, .. . 
1 
= 2" Iprécédente + h· (somme des nouveaux fi) 
Alors, on peut évaluer successivement la série 101, Ill, 12l des intégrales "trapèzes" jusqu'à ce 
qu'une certaine précision ERREUR_RELATIVE soit atteinte sur la valeur de l'intégrale 
recherchée r f (x) dx : 
l courante - Iprécédente = Ii, 1 - Ii_l, 1 < ERREUR RELATIVE 





La méthode de Simpson donnée à l'équation (4.4) a été utilisée pour faire l'intégration nécessaire 
au calcul des BAS et des fonctions Mn(x) (lorsque les développements en série n'ont pu être 
utilisés) dans ce travail. Ce qu'il y a de très intéressant, c'est que deux règles du trapèze 
successives IiI et Ii+l , 1 peuvent être utilisées pour la calculer. En effet, dénotant par Ii2la 
(i + l)ème règle de Simpson, on vérifie aisément que: 
4Ii+ll -Ii 1 I - . . ; i = 0, 1, ... i.2 - 3 (4.8) 
Qui devient dans le cas particulier i = 1 : 
L'équation (4.8) permet de calculer l'intégrale au moyen de la règle de Simpson étendue. Cette 
règle est exacte lorsque f(x) est un polynôme d'ordre 3 ou moins. Puisque dans ce travailles 
fonctions à intégrer (pour les Mn(x) et les BAS) ne sont pas très lisses, seules les règles du trapèze 
et de Simpson ont été utilisées pour effectuer les intégrations numériques. 
Maintenant que nous savons comment effectuer l'intégration pour calculer les BAS, nous 
devons aborder le problème dû au fait que le potentiel d'adsorption diverge à l'infini lorsqu'on se 
rapproche de la surface de l'adsorbant. Dans ce cas, nous savons que près des parois 
f = exp ( - j3 V) -1 ~ -1 de sorte que nous définirons dans les programmes une 
DISTANCE_REDUITE_EXCLUSION telle que la fonctionfy prenne la valeur -1 à l'intérieur 
de cette distance (mesurée à partir de la paroi et réduite par cr). Dans le cas où V dépend d'une 
seule coordonnée, nous avons fixé cette distance à 0.01 de sorte que le potentiel y soit très 
répulsif (cette très petite distance évite des complications éventuelles lorsque la température 
choisie pour le calcul du BAS est très élevée). 
4.2. Discussion des algorithmes pour le faisceau de SWNTs. 
Comme nous avons vu au chapitre 3 (cf. Équ. (3.31», le calcul du BAS dans le cas d'un 
faisceau de SWNTs consiste essentiellement à effectuer une intégration numérique d'une fonction 
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f(x, y) sur une région R du plan XY. La région R enveloppe le faisceau et est suffisamment 
grande (un cercle de diamètre 14 cr plus grand que le faisceau) pour inclure pratiquement toute 
l'adsorption qu'on peut avoir sur le faisceau. Nous avons étudié deux méthodes numériques pour 
faire cette intégrale: la méthode de Monte Carlo et celle du trapèze imbriquée [42]. 
Après avoir fait des tests sur une fonction possédant des pics étroits (comme ça sera le cas 
pour l'intégrand du BAS aux faibles températures), nous nous sommes aperçus que la méthode du 
trapèze imbriquée est beaucoup plus efficace que celle de Monte Carlo. Cette méthode consiste à 
effectuer une intégrale bidimensionnelle au moyen de deux intégrales "trapèze" imbriquées l'une 
dans l'autre. La méthode du trapèze imbriquée est obtenue ci-dessous et est donnée dans les 
fichiers trapeze_2D.h, trapeze_2D.cpp et trapeze_2D_inteme.cpp (cf. programme à l'annexe 7 
calculant le BAS d'un faisceau de SWNTs) : 
1 = fIf(x, y) dS = rYmax dy [r-ontiere_drOite(y ) f(x, y) dx] 
Jy= Ymin lx=fronbere-.1lauChe(y) 
R (4.9) 
= rY mox F(y) dy où F(y) = r-0ntiere_droite(y ) f(x, y) dx 
Jy= Ymin Jeronbere-.1lauche(y) 
La méthode du trapèze imbriquée possédera donc deux critères de convergence: 
ERREUR RELATIVE TRAPEZE INTERNE et 
- - -
ERREUR _ RELATIVE _ TRAPEZE _EXTERNE. Les deux intégrales imbriquées de l'équation 
(4.9) se feront simplement au moyen des équations (4.5) et (4.6). L'intégration de la fonction 






Figure 4.2. Calcul du BAS d'un faisceau de SWNTs avec deux règles du trapèze imbriquées. 
Après plusieurs ajustements minutieux, l'erreur relative sur les fonctions Mn(x) apparaissant dans 
le potentiel Ver, R) des SWNTs a été fixée à 10-4 %. L'erreur relative tolérée sur les intégrales 
internes et externes ont été fixées à 0.1 % et à 1 % respectivement et la région circulaire R a un 
diamètre 14 cr plus grand que celui du faisceau. 
Maintenant que nous avons un algorithme permettant d'intégrer une fonction f(x, y), nous devons 
résoudre un dernier problème. La fonctionj, en plus de dépendre sur (x, y) dépendra également 
d'autres variables (comme la température) qui sont gardées fixes lors de l'intégration. Il suffira 
alors de passer ces paramètres dans la fonction au moyen de variables globales (mais demeurant 
locales au fichier source). Nous pourrons alors utiliser l'algorithme conçu pour intégrer f(x, y) 
dans le cas où nous avons f(x, y, constantes). Cette idée est illustrée ci-dessous pour l'intégrand 
du BAS : 
1************************ i nteg ra nd_Bas. cpp **************************1 
1* Variables externes, mais qui restent définies seulement à 
l'intérieur de ce fichier source. Ces variables apparaissent 
dans l'integrand_Bas comme des constantes lors de l'intégration 
sur le plan XV. */ 
static double T, R, theta, eps, sigma; 
static int N_reseau, flag_fermer; 
static double** MatriceReseau; 
double integrand_Bas(double x, double y) { 
1* ... Instructions dépendant des constantes .... */ 
void Fixer_ctes_integrand_Bas(double T _, double R_, 
double** MatriceReseau_, int N_reseau_, 
int flag_fermer_, double theta_, 
double eps_, double sigma~ { 
T=T_; 
R= R_; 
1* Fonction servant à fixer les constantes. */ 
MatriceReseau = MatriceReseau_; 
N_reseau = N_reseau_; 
flag_fermer = flag_fermer_; 
theta = theta_; 
eps = eps_; 
sigma = sigma_; 
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Les centres des nanotubes du faisceau sont disposés sur un réseau hexagonal. L'algorithme 
donné ci-dessous (dans sa version Mathematica) enroule les nanotubes en couches concentriques 
en suivant l'ordre des flèches (cf. Fig. 4.3) : 
PtsDuReseau[d_, Htubes _] : = Modu1e [{MatricePtsReseau, j, i, c, k1, 0, NbrePtsSurc}, 
j = 1; (* Compte le nombre de pts du réseau placés *) 
J.fatricePtsReseau = {{ 0, O}}; (* Placer le point central pour cOJ1ITlencer *) 
If [j == Htubes, Return[MatricePtsReseau]]; 
(* Re:JrFlir les couches "i " du réseau *) 
For[i = 1, i < Infinity, i++, 
l·latricePtsReseau = ilppend [llatricePtsReseau, {i * d, O}]; 
If[j == IItubes, Return[l·latricePtsReseaull; 
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(* Placer i pts sur les 5 premiers côtés "c" de la couche i et i -1 pts sur le 6 ème *) 
] 
For[c = 1, c:s: 6, C++, 
O=n/3+c*(n/3); 
1 f [c :s: 5, NbrePtsSurc = i, IlbrePtsSurc = i - 1] ; 
For [k1 = 1, k1:s: NbrePtsSurc, k1 ++ , 
UatricePtsReseau = ilppend[MatricePtsReseau, {llatricePtsReseau[[j - 1, 1]] + d * Cos [0] , 
MatricePtsReseau [[j - 1, 2]] + d * Sin [0] } ] ; 




y i = 3 
x 
Figure 4.3. Enroulement de 25 SWNTs en faisceau de couches "i" concentriques. 
Lorsqu'on regarde les équations (4.9), (3.31) et (3.25), on constate qu'il y aura en fait trois 
"couches" d'intégration imbriquées (sans compter la somme de Ver, R) sur tous les tubes du 
faisceau ... ). Il est donc primordial d'optimiser au maximum la vitesse d'évaluation du potentiel 
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Ver, R) en tentant d'éliminer le plus possible les intégrations calculant les fonctions Mn(x) au 
moyen de développements en séries. Nous utiliserons le développement en série de l'intégrale 
suivante [44] : 
r d~ . 2 ( \p =1r F(p, p, 1, b ) 1+b2 -2b cos~J (qui converge pour Ibl < 1) (4.10) 
où p = n/2 et où F est la fonction hypergéométrique [40] : 
00 (a) (b) u lll 
F(a b C' u) = "" III III 
'" L..J () , 111=0 C III m. 
() = (a + m -1). " (convergente pour lui < 1) a III (a-1). ~ (4.11) 
Puisque: 
(4.12) 
nous obtenons les développements en séries suivants: 
MJx} = 7r F{n/2, n/2, 1; x2 ) ; qui converge pour 0 ::; x < 1 
Mn (x) = ; F{n/2, n/2, 1; x -2); qui converge pour x> 1 (4.13) 
Ces séries peuvent être écrites sous une forme plus explicite au moyen de l'équation (4.11): 
25 2 1225 4 M 5(x)=7r+-7rX +--7rX + ... 4 64 
121 2 20449 4 
centrées à x = 0 et convergentes pour 0::; x < 1 (4.14) 
Mil (x) = 7r+-7rX + 7r X + ... 
4 64 
25 1225 
- 7r --7r 





7r 4 64 Mil (x) = -11 +-1-3-+ 15 
x x X 
+ ... 
centrées à x = 0 et convergentes pour x > 1 (4.15) 
La convergence de ces séries de Laurent, ayant pour centre x = 0, peut être grandement améliorée 
en utilisant la transformation [44] : 
2 1 2 1 1 F(p, p, 1; b ) = ( \2 - 1 F(1- p, 1- p, 1; b) (valide pour b < 1) 
1-b2 J P 
qui donne les développements en séries : 
M n (x) = ( 7r
2 
t l F(l- n/2, 1-n/2, 1; x2 ) (convergente pour 0 ~ x < 1 ) 1- x 
n-2 








Ne gardant que les huit premiers termes, ces séries permettent de calculer les fonctions Mn(x) 
avec une erreur relative toujours moindre que 8.60x10-6 % (cf. tableau 4.2) : 
(4.19) 
n = 5 ou 11 x > 1 (4.20) 
où les coefficients ani sont donnés dans le tableau ci-dessous: 
Tableau 4.1 Coefficients des séries utilisées pour calculer les fonctions Mn(x). 
n ano anl an2 an3 an4 anS an6 an7 
5 1 9/4 9/64 1/256 9/16384 9/65536 49/1048576 81/4194304 
11 1 81/4 3969/64 11025/256 99225/16384 3969/65536 441/1048576 81/4194304 
L'erreur maximale obtenue sur les fonctions Mn(x) est donnée ci-après pour les différentes plages 
de valeurs de x : 
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Tableau 4.2 Précision et méthode de calcul des fonctions Mn(x) pour les différentes valeurs de x. 
Valeurs de x Erreur relative maximale (%) 
Équations utilisées pour 
n 
évaluer Mn(x) 
o ~ x < 0.24 Précision d'un "double" « lO-u) (4.19) 
0.24 ~ x < 0.77 8.60x10-6 (4.19) 
5 0.77 ~ x ~ 1.30 10-4 (4.12 a), (4.8), (4.6), (4.5) 
1.30 < x ~ 4.5 8.47x10-6 (4.20) 
4.5 <x Précision d'un "double" « 10-13) (4.20) 
o ~ x < 0.28 Précision d'un "double" « 10 oU) (4.19) 
0.28 ~ x < 0.9999 1.70xlO-6 (4.19) 
11 0.9999 ~ x ~ 1.0001 10-4 (4.12 a), (4.8), (4.6), (4.5) 
1.0001 < x ~ 4.0 1.70x10-6 (4.20) 
4.0 < x Précision d'un "double" « 10-13) (4.20) 
Le fait que les séries (4.19) et (4.20) aient leur terme dominant différent de ceux des séries 
données plus tôt à l'équation (2.26) n'a en fait rien de surprenant. Les séries (4.19) et (4.20) 
découlent en fait des séries de Laurent (4.14) et (4.15) qui ont pour centre x = 0, tandis que les 
séries données à l'équation (2.26) sont centrées autour de x = 1. Comme cela est expliqué dans la 
référence [45], il est possible qu'une même fonction (ici Mn(x» ait des développements en séries 
de Laurent différents pour des centres différents ou des régions de convergence différentes. 
En regardant de plus près les équations (4.19) et (4.20), on voit que ce sont essentiellement 
des polynômes. La manière simple de les évaluer est d'additionner ses différentes puissances au 
moyen de l'instruction X2i = pow(x, 2i) par ordre décroissant du degré 2i afin d'éviter les erreurs 
d'arrondis. Cependant, puisque les fonctions pow() sont lentes à évaluer, cette manière de 
calculer les polynômes est à éviter [42]. Nous les avons donc calculé avec le plus petit nombre 
d'opérations élémentaires (+, -, x, -;.-) possible. Voici donc la manière très efficace pour évaluer 
Ms(x < 1) avec 19 opérations élémentaires (7+,1-, 10x, 1-;.-). (Cf. module Mn.cpp, programme 
calculant le BAS d'un faisceau de SWNTs, à l'annexe 7) : 
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X2 = x * x, X = 1- X2, X2 = X * X, X 4 = X2 * X2 
MS = ((((((aS7 * X2+aS6 )* X2+ass )* X2+ aS4 )* X2+ aS3 )* X2+ aS2 )* X2+aS1 )* X2+aso (4.21) 
X4 
Où le facteur 7t a été préalablement inclus dans les coefficients ani • 
Lorsque nous calculons le potentiel Ver, R) au moyen des fonctions Mn(x) données au 
tableau 4.2, nous devrons encore défInir une "zone d'exclusion" près des parois des nanotubes. À 
l'intérieur de cette zone d'exclusion, nous poserons que f = exp (-fJ V) -1 ~ -1 puisque 
l'intégrale numérique calculant Mn(x) n'arrive pas à converger lorsque lx -11 < 10-4 • Cette zone 
d'exclusion devra être également suffisamment étroite pour que f y demeure très près de -1 
même lorsque la température devient très élevée. La distance d'exclusion autour d'un SWNT du 
faisceau est choisie telle que : 
fer) - (-1) < 10-7 
fer) 
Qui donne la condition suivante, lorsqu'on est situé dans la zone d'exclusion: 
Ver, R) > (7lnl0)kT 
(4.22) 
(4.23) 
L'équation précédente montre que la DISTANCE_REDUITE_EXCLUSION dépendra du rayon 
du nanotube en plus de la température. La fIgure suivante montre que la distance d'exclusion 












Figure 4.4. Détermination de la distance d'exclusion autour des parois d'un SWNT où f ~ -1 . 
Les courbes épaisses (minces) donnent le potentiel réduit à l'extérieur (intérieur) du SWNT. De 
gauche à droite, le rayon réduit du nanotube vaut 0.05, 0.3, 0.8, 1.086, 2.038, 3.0, 00, 3.0, 2.038, 
1.086,0.8. 
De la figure précédente, on voit qu'une DISTANCE_REDUITE_EXCLUSION de 0.40 est bonne 
tant que la température réduite est inférieure à 176.863 (65531 K pour H2) et tant que le rayon 
réduit du tube est supérieur à 0.05 (0.1595 Â pour H2). Cependant, le rayon réduit du nanotube 
devra être alors inférieur à 4000 (12760 Â pour H2) afin que la zone d'exclusion soit assez large 
pour que la condition Ix-II> 10-4 sur la convergence des Mn(x) soit toujours respectée. 
CHAPITRE 5. RÉSULTATS. 
5.1. Comportement du second coefficient du viriel pour les différentes nanostructures étudiées. 
Dans cette section, nous allons montrer le comportement du BAS des nanostructures vues 
précédemment en fonction de leurs dimensions et de la température. 
5.1.1. Comportement du BAS. d'une feuille de graphène. 
Dans ce cas, le second coefficient du viriel réduit dépendra uniquement de la température 
réduite (cf. Équ. (3 .14». Son comportement, indépendant de la nature de l'adsorbant et de 
l'adsorbat, est montré sur le graphique ci-dessous. On voit que dans la limite des faibles 
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Figure 5.1. Comportement du BAS d'une feuille de graphène en fonction de la température. 
5.1.2. Comportement du BAS d'un pore en fente (du charbon activé). 
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Dans ce cas, le second coefficient du viriel réduit dépendra de la largeur réduite d * du pore 
en plus de la température réduite (cf. Équ. (3.20». Son comportement en fonction de la 
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température (cf. Fig. 5.2 a) est le même que celui d'une feuille de graphène (BAS oc eD/ kT quand 
T ~ 0) sauf que la pente de la partie linéaire est plus élevée. 
La figure 5.2 b montre la dépendance de BAS en fonction de la largeur réduite du pore. On 
constate que dans la limite des faibles densités, le gain sur la quantité de gaz adsorbé par rapport 
à la feuille de graphène est de 5.4x104 fois lorsque la température réduite est de 0.1 (37 K pour 
H2) mais qu'il diminue rapidement lorsque celle-ci augmente (99 fois pour T* = 0.208, la 
pression dans le contenant étant la même dans les deux cas). Le graphique montre également 
qu'aux basses températures, la largeur optimale correspond sensiblement au puits de potentielle 
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Figure 5.2. Comportement du BAS d'un pore en fente en fonction de la température et de sa 
largeur. 
5.1.3. Comportement du BAS. d'un nanotube à paroi simple. 
Le second coefficient du viriel réduit dépendra du rayon réduit R * du nanotube et de la 
température réduite (cf. Équ. (3.27)). Son comportement en fonction de la température a le même 
aspect que celui d'une feuille de graphène et d'un pore en fente (BAS oc eD/kT quand T ~ 0 ). 
La figure 5.3 montre qu'aux faibles températures (T* = 0.208; 77 K pour H2), le nanotube 
ouvert à paroi simple (o-SWNT) optimal a un rayon correspondant pratiquement au puits de 
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potentielle plus profond à l'intérieur du tube (situé à 1.086cr) et que le BAS y est alors environ 
1700 fois plus élevé que pour une feuille de graphène équivalente de même aire, ce qui représente 
une amélioration considérable. Lorsque le rayon devient grand, les courbes pour le tube ouvert et 
fermé se rapprochent, indiquant qu'ils se comportent essentiellement comme une surface plane de 
graphène. Leur légère pente positive (e.g. T* = 0.810) provient alors de l'augmentation de la 
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Figure 5.3. Comportement du BAS d'un SWNT en fonction de son rayon. Les courbes noires 
(grises) sont pour le nanotube ouvert (fermé). 
5.1.4. Comportement du BAS. d'un faisceau de nanotubes à parois simples. 
Le second coefficient du viriel réduit dépendra du nombre de nanotubes formant le faisceau, 
du pas d* du réseau formé de leurs centres, de leur rayon réduit R * et de la température réduite 
(cf. Équ. (3.33». Dans cette section, nous ferons donc varier un seul de ces paramètres à la fois 
pour obtenir des courbes du comportement de BAS pour quelques cas types. La présentation 
complète des courbes de BAS obtenues lors de ce travail a été reportée à l'annexe 3. Dans tous les 
graphiques qui seront présentés dans cette sous-section, les courbes noires (grises) seront utilisées 
lorsque les SWNTs sont ouverts (fermés) aux extrémités. Les courbes continues (en tirets) seront 
pour Ntubes SWNTs regroupés en faisceau (isolés). 
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Les principales températures étudiées sont celles-ci: 32.98 K (température critique de H2), 
77.40 K (ébullition de N2), 194.6 K (sublimation du CO2) et 300 K (température ambiante). Les 
rayons de nanotubes étudiés sont: 3.464 Â (puits de potentielle plus creux pour H2) et 6.5 Â 
(rayon typique). L'espacement entre les centres des nanotubes a été le plus souvent fixé à 16.7 Â. 
Le nombre de nanotubes formant le faisceau a été fixé à 61 (4 couches pleines concentriques), 91 
(5 couches pleines) ou 25 (3ème couche incomplète). 
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Figure 5.4. Comportement du B AS en fonction du pas du réseau. Ntubes = 25, R * = 2.038 
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Figure 5.5. Comportement du B AS en fonction du pas du réseau. Ntubes = 25, R * = 2.038 
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Figure 5.6. Comportement du B AS en fonction du pas du réseau. Ntubes = 25, R * = 2.038 
(H2 : 6.5 Â), T* = 0.8097 (H2 : 300.0 K). 
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Figure 5.7. Comportement du BAS en fonction du rayon des nanotubes. Ntubes = 25, d* = 5.235 
(H2: 16.7 Â), T* = 0.01 (H2 : 3.71 K). 
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Figure 5.8. Comportement du BAS en fonction du rayon des nanotubes. Ntubes = 25, d* = 5.235 
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Figure 5.9. Comportement du BAS en fonction du rayon des nanotubes. Ntubes = 25, d* = 5.235 
(H2: 16.7 Â), T* = 0.8097 (H2 : 300.0 K). 
5.1.4.3. Comportement du B~ en fonction de la température. 
Nous verrons à la section 5.2 que la pente ( - E * A) de la partie linéaire des graphiques de 
ln B * AS en fonction de 1/T* coïncide avec la profondeur du puits de potentiel dans les différents 
sites d'adsorption (B: s oc eD'/T' quand T* ~ 0). Les graphiques ci-dessous montrent donc l'écart 
relatif 11 entre E*A et la profondeur du puits de potentiel correspondant (cf. Fig. 2.15 et tableau 
2.2): I1li (intérieur d'un seul SWNT), I1le (extérieur d'un seul SWNT), I1r (intérieur d'un SWNT 
du faisceau), 111 (interstices entre les SWNTs du faisceau), I1p (site périphérique). 
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.- ... N SWNTs ouverts; E*A = -1.73 (-5.32 kJ/mol); 61i = 2.2 % 
......... bundle SWNTs ouverts; E*A = -2.89 (-8.89 kJ/mol); 61 = 3.7 % 
0- 0 N SWNTs fermés; E*A = -0.953 (-2.94 kJ/mol); 6 1e = 4.7 % 
0 - 0 bundle SWNTs fermés; E*A = -2.90 (-8.94 kJ/mol); 61 = 3.4 % 
10 
82 
Figure 5.10. Comportement du BAS en fonction de la température. Ntubes = 25, d* = 5.235 
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__ .. N SWNTs ouverts; E'A = -1.73 (-5.32 kJ/mol); L11i = 2.2 % 
........... bundle SWNTs ouverts; E'A = -1.87 (-5.76 kJ/mol); L1T = 3.7 %, L1p = 6.8 % 
0- -0 N SWNTs fermés; E'A = -0.953 (-2.94 kJ/mol); L11e = 4.7 % 
0-0 bundle SWNTs fermés; E'A = -1.87 (-5.76 kJ/mol); L1p = 6.8 % 
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Figure 5.11. Comportement du BAS en fonction de la température. Ntubes = 25, d* = 5.063 
(H2 : 16.15 Â), R* = 2.038 (H2: 6.5 Â). 
5.1.4.4. Comportement du BAS en fonction du nombre de nanotubes. 
Afin de vérifier l'influence de la taille du faisceau sur le BAS et de voir quelle sera l'ampleur 
des "effets de bords" lorsque le faisceau ne possède que quelques couches de nanotubes 
enroulées, nous avons étudié le comportement du BAS renormalisé par le nombre de nanotubes 
(BAS / Nlubes ). Il est intéressant de constater que l'étendue du faisceau n'a que peu d'influences sur 
le comportement de BAS. Puisque le comportement est similaire pour différents Ntubes, nous 
avons là une bonne manière de vérifier le bon fonctionnement du programme décrit au chapitre 





Problèmes avec l'algorithme 
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Figure 5.12. Influence du nombre de nanotubes sur le comportement du B AS d'un faisceau en 
fonction du pas du réseau. Les courbes noires (grises) sont pour les nanotubes ouverts (fermés) 
aux bouts. R* = 2.038 (H2 : 6.5 Â), T* = 0.8097 (H2 : 300.0 K) . 
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5.2. Interprétation du comportement du second coefficient du viriel. 
Lors de cette section, nous allons expliquer physiquement l'origine des courbes obtenues à 
la section précédente. Nous avons vu aux sous-sections 5.1.2. et 5.1.3. que le BAS devient 
maximal aux faibles températures lorsque la dimension du pore est telle que la profondeur du 
puits de potentiel à l'intérieur de celui-ci devient maximale. En effet, dans le cas du pore en 
fente, nous avons obtenu à l'aide du programme donné à l'annexe 5 : 
Tableau 5.1 Largeur maximisant le BAS d'un pore en fente en fonction de la température. 






Aux faibles températures, l'intégrand de BAS f ~ exp( - V,;" (;:' d' ) J -1 est fortement localisé 
autour des minimums de VS;il' de sorte que nous pouvons développer le potentiel d'adsorption 
réduit du pore en fente VS;il (x* ,dO) en série autour de x* = 0 lorsque le pore est étroit (d < de) : 
V * ( * d*) D* K * *2 slil X , = - + X (5.1) 
Où la profondeur du puits de potentiel et la constante de force (réduites) sont données par : 
D* = D/E '= -4( 2048 -~J 
s 5 d*1O d*4 
(5.2) 
K * = K (cy2 / E ,) = 4( 90112 _ 640) ~ S d*12 d *6 
Alors (cf. Équ. (3.20)) : 
K' ,2 B~s (T*,d " ) = ~; =2eD'/T' [e -T,x dx"- d " 
Où nous avons envoyé la borne d'intégration d " /2 à l'inflni puisque l'intégrand est une 
gaussienne fortement localisée autour de x* = O. Utilisant l'intégrale 
r e-au2 du = ±~ (a > 0), nous obtenons: 
B' - r D'/r' ~ T ' _do AS -'\In e K ' 
Et puisque le premier terme est très grand quand T " ---1- 0 , nous obtenons fmalement une 





Puisque ln () est une fonction monotoniquement croissante de son argument et puisque B~s > 0 
autour de d* = 2, nous pouvons trouver la largeur optimale du pore au moyen de la condition 
suivante: 
O=~lnB" (T" d ") = _.!.K"-1 aK " +_1 aD" 
ad " AS' 2 ad " T* ad " (5.6) 
Qui devient, après avoir substitué l'équation (5.2) : 
Cette équation redonne bien les trois premières lignes du tableau 5.1. Elle montre également que 
d " B' (T ' ---1- 0) = 2 comme on s'y attendait. Ce résultat peut être généralisé pour toutes les 
max AS 
nanostructures étudiées: le maximum de BAS a lieu lorsque le puits du potentiel d'adsorption est 
le plus profond dans la limite T ---1- 0 . 
Il est possible de trouver une expression similaire à l'équation (5.5) dans le cas où d " > d; . 
Utilisant l'approximation harmonique du potentiel Vs;u (x" ,d ' ) autour de son minimum x,:, > 0 : 
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(5.8) 
Une expression similaire existe également lorsque l'adsorption a lieu dans un SWNT [14] : 
(5.9) 
Les équations (5.5), (5.8) et (5.9) ont toutes un comportement s'approchant de B~s oc eD'/T" quand 
T ' ~ 0 (cf. Fig. 5.13) : 
1· !1droile lm ( ) T'-.O lnB' AS droile 
~ lim {C' -~lnP' + D'P' }- {Co + D'Ii'} ~ lim _--_~ .~~_. = 0 





l I T'" 
5 10 15 20 
Figure 5.13. Comportement de ln B* AS quand T* ~ O. Ici, D* = 1. 
Nous pouvons donc conclure que "l'énergie d'activation" EA, que nous avons défInie par 
l'expression B AS = A e-EA / kT , est égale à la valeur minimum -D du potentiel d'adsorption dans le 
pore. 
Lorsqu'on regarde les courbes de B* AS en fonction de 1jT* montrées à la section 
précédente, on voit que peu importe la nanostructure, B * AS devient négatif aux hautes 
températures. Cela veut donc dire, en vertu de la défInition de l'adsorption en excès (cf. passage 
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au dessus de Équ. (3.8», qu'il y a moins d'adsorbat en présence de l'adsorbant qu'en son absence. 
En effet, si l'on trace l'intégrand f = exp( - V,;" (;:' d ' ) ) -1 du B* AJl d'un pore en fente pour des 
températures croissantes (cf. Fig. 5.14), on voit que lorsque la température augmente, les parties 
contribuant positivement au B * AS (où VS;;I < 0) sont davantage atténuées que les parties 
contribuant négativement (où VS;i/ > 0). Lorsque la température devient élevée, l'adsorbat se 
comporte donc comme un gaz comprimé interagissant faiblement avec le pore, sauf pour 
l'interaction coeur dur qui l'empêche de s'approcher à moins d'une distance ~ () de la surface. 
Dans ce cas là, il est donc préférable, pour des applications de stockage, de retirer l'adsorbant du 






















T * = 0.75 
(278 K, H2/C) 
T*Soyle = 1. 18 
(439 K, H2/C) 
T * = 7.0 
(2594 K, H2/C) 
5 
x* 
Figure 5.14. Comportement de l'intégrand f(d* = 4.0, T*, x*) du B* AS d'un pore en fente selon la 
température. 
La température où B* AS devient négatif est appelée température de Boyle et sa dépendance sur la 
largeur du pore en fente est illustrée ci-dessous: 
1. 2 
1 
0 . 8 
0. 6 
0. '1 
0. 2 d*o = 1.717 
2 2 . 5 
T*Boyle = 1.278 
3 3 . 5 '1 
d* 
'1 .5 
Figure 5.15. Température de Boyle d'un pore en fente en fonction de sa largeur. 
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Le comportement de la température de Boyle (pour laquelle B* AS = 0) en fonction du rayon d'un 
SWNT ouvert ou fermé est donné à la figure suivante: 
1:""'~ / il 1.214 
: ' 1.089 0.9409 
0 . 8 1 
0.6 f 
0 • • / 
0 . 2 - SWNT ouvert 
- SWNTfenné 
R' 
0.5 1. 5 2 2.5 3 
Figure 5.16. Température de Boyle d'un SWNT en fonction de son rayon. 
Lorsqu'on regarde le pic situé à d* = 5.30 sur les graphiques de B* AS en fonction du pas du 
réseau (cf. Figs. 5.4 et 5.5), on voit que les courbes pour le faisceau de nanotubes ouverts et 
fermés coïncident exactement entre elles lorsque la température est très faible (H2 : 1.85 K) mais 
que la coïncidence devient moins bonne à une température plus élevée (H2 : 77.40 K). Nous 
verrons bientôt que ce pic est dû à la formation d'un minimum de potentiel au centre des 
interstices situés entre les nanotubes. C'est donc dire que même lorsque les sites d'adsorption 
présents à l'intérieur des nanotubes contribuent à l'adsorption, seuls les sites d'adsorption 
interstitiels (plus attractifs) contribuent de manière significative à l'adsorption lorsque la 
température est faible. Le même phénomène est également visible au pic situé à R * = 2.00 sur 
les figures 5.7 et 5.8. Cela se vérifie aisément de la manière suivante: 
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On considère deux sortes de sites d'adsorption ayant des énergies d'interaction -Dl et -D2 (où 
Dl> D2) avec les molécules d'adsorbat. Nous noterons par NI et N2 le nombre de molécules 
d'adsorbat (indiscernables) liées respectivement à ces deux sites (discernables) et nous 
supposerons que nous avons seulement deux sites d'adsorption pour simplifier. Alors, la fonction 
de partition de ce système sera donnée par : 
(5.11) 
Où qi = e D;/kT est la fonction de partition d'une molécule d'adsorbat liée au site i. Alors: 
(5.12) 
Le potentiel chimique des molécules d'adsorbat liées au site 1 sera donné par [12] : 
(5.13) 
Qui devient, après avoir utilisé l'approximation de Stirling pour ln Nd [12] : 
(5.14) 
Sirnilairement, le potentiel chimique des molécules liées au site 2 est donné par : 
(5.15) 
À l'équilibre, ces deux potentiels chimiques devront être égaux, de sorte que nous obtenions 





Ainsi donc, aux faibles températures, seulement les sites d'adsorption les plus attractifs 
contribuent de manière significative à l'adsorption. 
Il est possible d'interpréter les principales caractéristiques des courbes de B * AS en fonction 
de d* et de B* AS en fonction de R* (Figs. 5.4 et 5.7) en terme du potentiel d'adsorption du 
faisceau et des nanotubes, lorsque la température est faible. Rappelons qu'au chapitre 2, nous 
avons obtenu que le potentiel devient minimum à l'intérieur du nanotube isolé lorsque 
R:nm = 1.086 et qu'il devient nul lorsque R; = 0.9322. La figure suivante montre le 
comportement des équipotentielles individuelles minimales et nulles à l'extérieur de trois 
nanotubes regroupés en faisceau lorsqu'on fait varier d* ou R* (l'autre dimension étant gardée 
fixe). 
R* = 2.038 
d' = 4.076 
d:in = 5.071 
d; = 4.933 
d:m = 5.253 
d; = 5.014 
d* = 5.235 
R* = 2.618 
R:m = 2.120 
R; = 2.189 
R:m = 2.027 
R; = 2.165 
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V* = 0 ou 'r.nin 
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5.253 < d:run < 6.066 2.027 > R~in > 1.623 
5.014 < d; < 5.790 2.165> R; > 1.760 
d:run = 6.066 R:run = 1.623 
d; = 5.790 R; = 1.760 
d* ~co 
Figure 5.17. Comportement des équipotentielles minimales et nulles des nanotubes d'un faisceau 
lorsque ses dimensions réduites d * et R * varient. 
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La figure 5.4 montre le comportement du B * AS en fonction de la distance séparant les centres des 
nanotubes formant le faisceau. Le B * AS du faisceau de nanotubes ouverts augmente près de 
l'origine puisque les puits de potentiels extérieurs des nanotubes voisins creusent le potentiel à 
l'intérieur des nanotubes. Le pic à d* = 5.27 est dû à la fusion des minimums de potentiel au 
centre des interstices entre les tubes. Lorsque les tubes continuent de s'éloigner les uns des 
autres, les minimums secondaires alors présents dans les interstices [missent par disparaître à 
d* = 6.11 créant ainsi un coude dans la courbe du B* AS. Pour des distances encore plus grandes, 
le B * AS fini par se stabiliser à sa valeur limite pour 25 nanotubes indépendants. Cette valeur est 
plus grande pour les tubes ouverts que pour les tubes fermés puisque les sites d'adsorption à 
l'intérieur des tubes sont plus attractifs que ceux situés à l'extérieur des tubes (cf. tableau 2.2). 
La figure 5.7 compare le B * AS des nanotubes indépendants (courbes en tirets) avec celui des 
faisceaux (courbes continues). Lorsque les nanotubes sont trop étroits (R* < 0.94) l'intérieur des 
tubes est répulsif et seulement les surfaces extérieures contribuent à l'adsorption. Le pic à 
R * = 1.08 se produit lorsque le potentiel dans les nanotubes ouverts atteint sa profondeur 
maximale. Le deuxième pic à R * = 2.03 est dû à la fusion des minimums de potentiel à l'intérieur 
des interstices et l'augmentation (R* > 2.13) se produisant pour le faisceau de tubes ouverts est 
causée par le fait que les nanotubes voisins creusent le potentiel à l'intérieur d'un nanotube donné. 
Le coude présent à R * = 1.61 se forme lorsque le rayon est assez grand pour que des minimums 
secondaires puissent se former dans les interstices. 
5.3. Identification des sites d'adsorption dominants d'un faisceau de nanotubes. 
Nous avons vu à la section précédente que l'énergie d'activation EA est égale au minimum 
du potentiel d'adsorption dans les pores. Il suffira donc de comparer l'énergie d'activation avec 
les minimums de potentiel (donnés au tableau 2.2) dans les différents sites d'adsorption d'un 
faisceau pour trouver quelle sorte de site contribue davantage à l'adsorption (e.g. Figs. 5.10 et 
5.11). Le tableau suivant montre les sites d'adsorption dominants pour différents faisceaux de 
SWNTs: 
95 
Tableau 5.2 Sites d'adsorption dominants d'un nanotube et d'un faisceau, pour l'hydrogène à de 
faibles températures. 
d (Â) N anostructure R=6.501 Â R min = 3.464 Â (d*) (R* = 2.038) (Rmin* = 1.086) 
SWNTouvert Intérieur tube Intérieur tube 
SWNTfermé Extérieur tube Extérieur tube 
16.70 Faisceau o-SWNTs Interstices 
(5.235) Faisceau c-SWNTs Interstices 
16.15 Faisceau o-SWNTs Intérieur tubes Sites périphériques (5.063) 
Faisceau c-SWNTs Sites périphériques 
10.63 Faisceau o-SWNTs Intérieur tubes 
(3.332) Faisceau c-SWNTs Sites périphériques 
10.08 Faisceau o-SWNTs Intérieur tubes 
(3.159) Faisceau c-SWNTs Sites périphériques 
Du tableau 2.2, on voit que l'énergie d'activation pour un faisceau de nanotubes de rayon 
Rmin = 3.464 Â espacés de 3.15 Â est de -13.78 kJ/moi. Ce résultat est de 30 % inférieur à la très 
forte énergie d'activation de 19.6 kJ/mol trouvée par Dillon et al. [4] pour des nanotubes ayant un 
rayon non optimal de 6 Â (i.e. > 3.464 Â). L'écart est sans doute dû à la petitesse des 
échantillons (~ 1 mg) utilisés dans ces expériences et à leur très grande impureté (les nanotubes 
représentaient seulement 0.1 à 0.2 % du poids total). 
5.4. Calcul des isothermes d'adsorption sur des nanotubes et des faisceaux, pour des faibles 
pressions, au moyen du BAS!. 
Il est possible de calculer les isothermes d'adsorption en excès sur des nanotubes et des 
faisceaux pour de très faibles pressions, au moyen des BAS obtenus avec les programmes donnés 
aux annexes 6 et 7. Les nanotubes considérés ici ont un rayon de 6.5 Â et leurs centres sont 
espacés de 16.7 Â . Nous avons choisi un gros faisceau de 91 tubes enroulés sur 5 couches 
concentriques afIn de minimiser les effets de bords. Les isothermes d'adsorption en excès de 
l'hydrogène ont ainsi été calculés à 77.4 et 300 K. Afm de pouvoir comparer nos résultats avec 
l'objectif du DOE (6.5 wt%, [3,4]), nous avons exprimé ces isothermes en pourcentage de la 
masse totale du système. 
[molécules H 2 ] 
Nous noterons par M c et M H
2 
la masse molaire du carbone et de l'hydrogène moléculaire 
respectivement. Puisque Ntubes nanotubes à parois simples regroupés en faisceau possèdent 
21r N 'ubes R LB atomes de carbone, nous avons: 
Où la pression P est exprimée en atmosphères. Alors, l'adsorption en excès exprimée en 
pourcentage de la masse totale est donnée par : 
% masse = 100( masse H 2 J = 100(~J = 100[1 + Na - 1 r 
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Figure 5.18. Isothermes d'adsorption en excès d'hydrogène sur un nanotube de rayon 6.5 Â et sur 
un faisceau de 91 tubes espacés de 3.7 Â . Les courbes continues ( en tirets) sont pour le faisceau 
(nanotube isolé) et celles en noir (gris) sont pour des nanotubes ouverts (fermés) aux bouts. 
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Sur la figure précédente, l'isotherme du faisceau de c-SWNTs à 300 K n'a pas pu être tracé 
puisque le B * AS correspondant est négatif. Les valeurs de B * AS utilisées pour tracer ces 
isothermes ont été vérifiées indépendamment en intégrant simplement l'équation (3.33) au moyen 
de la méthode Monte Carlo implémentée dans Mathematica (bien que cela soit beaucoup plus 
lent). 
5.5. Application expérimentale. 
En mesurant plusieurs isothermes d'adsorption d'hydrogène sur le charbon activé AX-21 sur 
une vaste plage de températures, il a été possible de déterminer la surface spécifique de ce 
charbon de même que la largeur moyenne de ses pores au moyen du modèle du pore en fente. 
Premièrement, nous avons extrait les BAS expérimentaux en faisant une régression polynomiale 
sur les isothermes d'adsorption aux faibles pressions. L'équation (3.9) a été utilisée sous la 
forme: 
(5.20) 
La figure ci-dessous illustre la détermination du BAS à partir de l' isotherme à 113 K : 
0.050 
0.045 
• Valeurs expérimentales de N/p 
- N/ p = A + Bp + ... + Ep' 
lU 0.040 
a.. 
.><: 0.035 • g 
A = 0.0406 mmoll(g*kPa) ==> BAS = 3.81 E-5 m3/g 






























· Isotherme expérimental 1 
- Na = Ap + Bp2 + ... + EpS 
o 1000 2000 3000 4000 5000 6000 7000 
P (kPa) 
Figure 5.19. Détermination du BAS à partir de l'isotherme d'adsorption d'hydrogène à 113 K sur 
le charbon activé AX-21. 
Après avoir obtenu les BAS expérimentaux des différents isothermes d'adsorption, il suffit de les 
ajuster aux courbes de BAS théoriques (calculées avec l'équation (3.20) pour plusieurs largeurs du 
pore) pour obtenir la largeur moyenne d du pore représentant le charbon et sa surface spécifique. 
- ... _. . .. - .-.. -.. ~ .. _.- ....... . 
Comparaison d~s BAS calculé:, .. selon le modèle "slit pore"lIv~.c les BAS expérimentaux et déterm.ination 
de la distance caractéristique des 2 plans et de la surface spécifique pour l'adsorption d'H2 sur le 
T .... _. ! .... -._ .... ~_ ... 
t-
+ :~~r~:'~~:t~~~~~~ .~ .. I_. .i·· ... .. ...... . · .. r .... .....................  
iH2 : i i . 
....... _ ........ _ ... _ ...... _ ... ~ ·······1-
.. L... • _._ •••.. .1.. ........... J.. 
1 ' C(licuis avec la valeur théorique de .. E; Courbe théori'lue Courbe théorique i Courbe théorique i 
: 2~ 1 a n~ï dl;; ~ ii i i pla ns (dï;; ~ ',, :ï t 
A (mmollg'kPa) 1 BAS (m3/g) 1 .. '/k (K) 1 Aa (mJ/g) 1 .. '/kT (-) 1 BAS/Aa (-) 1 .. '/kT (-) 1 BAS/Aa (-) 1 BAS/Aa (-) BAS/Aa (-) 
o 7026 ! 0 000449815 370.52 . Og(j000047 4811948052 , 957.05233641 14.2857143 5586600;._ 5.15E+13 i 
0.18991 0.000146839 3.984086022 ' 312.4242461 ' 11 .5622576 239414 ' 8.26E+10 ! 
1 113004()6f i81451 E-05 a (m) A (m2/q) 3.278938053' 81.15986094 ' 9.71090632 28707.8 1.05E+09; t '-'-" 133---00iSis l- 1:67532E-05 3.19E-1 0 1.5E+03 2.785864662 3564520289 ,-837065249 6279.15 : 453E+07; 
t 153 : 0.008725f 1.10992E-05 - 2.421699346 . 23.615311781 7.35548314 20105'; 4.21E+06 ' 
l . 173! o()041~6.T 593485Ê-06 meilleur Aa (m3/g) 2.141!34104' 12 ,6~7347$4 L 655991498, 831.71~ l 65~43:il 
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Figure 5.20. Détermination de la surface spécifique et de la largeur moyenne des pores du 
charbon activé AX-21. 
De ces calculs, nous obtenons une surface spécifique de 2900 m2jg et une largeur moyenne de 
8.1 ± 0.2 Â. Cette surface spécifique est en bon accord avec la surface de BET, valant 3000 m2jg, 
obtenue à partir d'un isotherme d'adsorption d'azote. La largeur moyenne est de 17 % inférieure à 
celle obtenue (12 ± 2 Â) du modèle de la densité fonctionnelle avec le logiciel Quantachrome 
Autosorb. 
En procédant de la même manière pour des isothermes d'adsorption de méthane sur le 
charbon activé CNS-20 1, nous avons obtenu une largeur moyenne des pores en fente de 
7.2 ± 0.4 Â, ce qui est une valeur sensée (près de la largeur 7.7 A des ultramicropores donnée au 
chapitre 1). Notre technique pourra également être employée sur un échantillon contenant des 
faisceaux de SWNTs puisque là aussi, seulement deux paramètres indépendants (R* et Lcr2) 
auront besoin d'êtres trouvés (d = 2R + 3.15 Â n'est pas indépendant). La surface spécifique 




Nous avons présenté une étude numérique de la physisorption d'hydrogène sur différentes 
nanostructures de carbone dans la limite des faibles pressions au moyen d'une expansion en série 
du viriel de la quantité adsorbée en excès Na. Aux faibles températures et aux très faibles 
pressions, nous avons trouvé que le potentiel d'adsorption joue un rôle déterminant sur le 
comportement de la physisorption. 
Aux températures d'intérêt (~ 77.4 K), nous avons montré que l'utilisation de nanotubes 
ayant des parois continues est tout à fait légitime lorsqu'on désire calculer le potentiel 
d'adsorption (la corrugation du potentiel étant alors négligeable par rapport à l'énergie thermique 
des molécules d'adsorbat). De plus, pour ces températures, une étude du potentiel d'adsorption 
effectifVeff développé par R. P. Feynman [38] a montré que les effets quantiques (favorisés par 
des adsorbats légers et des faibles températures) sont négligeables. Nous avons vu que les 
nanotubes et les faisceaux ont une forte énergie d'interaction avec l'adsorbat, ce qui favorise la 
physisorption : 
V " 1" Vmm" , SWNT V " b dl 
mm,sll = 2 _----=--__ = 3.39 et mm, un e = 3.73. 
V min, fiaI 'V min, fiaI V min, fiaI 
Dans la limite des faibles pressions, l'adsorption en excès est proportionnelle à la pression 
(Na = B AS p/kT). Une étude du second coefficient du viriel BAS en fonction des dimensions de 
la nanostructure (d et/ou R) et de la température a montré sa relation avec le potentiel 
d'adsorption. Notamment, nous avons montré qu'aux faibles températures BAS est maximal 
lorsque le puits du potentiel d'adsorption devient le plus creux. De plus, lorsque plusieurs sites 
d'adsorption sont présents, seul celui ayant la plus forte énergie d'interaction D contribue de 
manière significative à l'adsorption totale. Aux hautes températures (où BAS < 0), il est 
préférable de retirer l'adsorbant du contenant car l'adsorbat se comporte alors comme un gaz 
n'ayant aucune interaction avec la surface, sauf une interaction coeur dur qui a pour effet 
d'introduire un volume inaccessible aux molécules d'adsorbat. Après avoir associé l'énergie 
d'activation EA au minimum -D du potentiel d'adsorption dans les différents sites d'adsorption 
d'un faisceau de nanotubes, il a été possible de trouver quels sites contribuent majoritairement à 
l'adsorption sur le faisceau. Notamment, pour un faisceau typique ayant des tubes de 6.5 Â de 
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rayon espacés de 3.15 Â, nous avons obtenu que l'intérieur des tubes et les sites situés en 
périphérie du faisceau dominent l'adsorption à faible pression. L'énergie d'activation maximale 
possible (pour des tubes de 3.46 Â de rayon espacés de 3.15 Â) est de -13 .78 kJ/mol, soit 30 % 
inférieure à celle trouvée par Dillon et al. (19.6 kJ/mol) [4] pour des nanotubes ayant un rayon 
non optimal de 6 Â (i.e. > 3.46 Â). L'écart semble attribuable à la petitesse et à la très grande 
impureté de leurs échantillons. Après avoir obtenu les B AS expérimentaux à partir d'une 
régression polynomiale sur les isothermes d'adsorption d'hydrogène sur le charbon activé AX-21 
aux faibles pressions, il a été possible d'obtenir sa surface spécifique et la taille moyenne de ses 
pores en ajustant ces B AS aux courbes théoriques de BAS obtenues avec le programme donné à 
l'annexe 5 pour le pore en fente. Les valeurs ainsi trouvées (2900 m2/g et 8.1 ± 0.2 Â) sont en 
assez bon accord avec la surface de BET et la largeur donnée par le modèle de la densité 
fonctionnelle (3000 m2/g et 12 ± 2 Â). Notre méthode pourra également s'appliquer au faisceau 
de nanotubes puisque là aussi, seulement deux paramètres indépendants (L et R) devront être 
trouvés. 
Notre approche possède cependant quelques défauts dont nous allons maintenant discuter 
brièvement. Premièrement, le fait de ne retenir que le coefficient B AS dans les calculs revient à 
négliger les interactions (à deux corps, à trois corps, etc.) présentes entre les molécules d'adsorbat 
aux pressions plus élevées. C'est donc dire que puisque les molécules d'adsorbat ne se voient pas 
entre elles, aucune saturation de l'isotherme ne pourrait avoir lieu lorsque les pores deviennent 
complètement remplis d'adsorbat. Malgré le fait que l'étude du potentiel effectif indique que les 
effets quantiques devraient être négligeables aux températures d'intérêt expérimental, nous 
n'avons pas pu inclure les effets quantiques dans le calcul des B AS (à cause d'un problème de 
divergence causé par la définition même du potentiel effectif). Le potentiel de Lennard-Jones 
12-6 que nous avons utilisé pour calculer l'interaction entre un atome de carbone et une molécule 
d'adsorbat suppose que la molécule d'adsorbat est sphérique. Or ceci n'est pas le cas pour la 
molécule d'hydrogène. Cependant, des simulations Monte Carlo grand canonique classiques [33] 
pour l'adsorption d'hydrogène dans des nanofibres de carbone (ayant des pores en fente) ont 
montré que l'utilisation d'une molécule allongée au lieu d'une molécule sphérique ne fait que peu 
de différences sur les résultats observés. Étant donné que les très petits pores (ultrarnicropores de 
largeur d =:;; 7 Â) ont une forte énergie d'interaction avec l'adsorbat, ceux-ci vont contribuer 
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davantage à la largeur moyenne trouvée ici (8.1 ± 0.2 Â). Il faudrait donc inclure la distribution 
de la taille des pores f(H) dans les calculs lorsqu'on travaille avec les charbons activés [20, 23]. 
Il existe des théories plus sophistiquées que celle employée ici et qui permettent toutes 
d'inclure les interactions entre les molécules d'adsorbat. Mentionnons notamment les simulations 
Monte Carlo grand canonique classique [15, 16] et quantique [17, 18], la théorie de la densité 
fonctionnelle [20-22] (qui permet de trouver f(H) et la simulation avec dynamique moléculaire 
[19]. 
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ANNEXE 1. QUELQUES CARACTÉRISTIQUES DES FULLÉRÈNES. 
Nous avons vu, au chapitre 1, que les nanotubes de carbone et les buckyballs appartiennent 
à une famille de molécules convexes, refermées sur elles-mêmes et ne comportant que des faces 
hexagonales et pentagonales. Le but de cet annexe est d' obtenir le résultat intéressant que toutes 
les fullérènes ont nécessairement 12 faces pentagonales et que la plus petite fullérène permise a 
seulement 20 atomes de carbone arrangés en une balle de 12 pentagones. Mais avant de parvenir 
à ces conclusions, nous avons besoin d' un théorème: 
Al.l. Le théorème d'Euler sur les polyèdres. 
Soit un polyèdre quelconque, un solide qui est limité dans l ' espace par des faces 
polygonales. Notons par c son nombre de côtés, par s son nombre de sommets et par f son 
nombre de faces. Alors le théorème d'Euler dit que s - c + f= 2. (par exemple, pour un cube: 
s = 8; c = 12; f = 6; s - c + f = 2.) 
Il est commode de définir deux quantités D = s - c + f et D' = s - c + F, où F = f - 1. Si 
nous prenons notre polyèdre et que nous lui retirons une face, nous obtenons une coquille creuse 
formée de toutes les faces restantes. Nous avons alors que s et c sont inchangés mais que le 
nombre de faces devient F. Nous allons donc travailler avec la quantité D' lors de cette 
démonstration. Si l'on aplati de manière continue la coquille sur un plan, nous obtenons une 
figure polygonale possédant les mêmes s, c, F et D'. (e.g. Fig. Al.1 a pour un cube). 
a) b) 
s = 8 8 
c = 12 .. 17 
F = 5 10 
D' = 1 1 ------------~~~:~ 
Figure A1.1. Démonstration du théorème d'Euler sur un cube. 
Maintenant, si l'on divise toutes les faces polygonales de la figure précédente en triangles 
au moyen de segments pointillés (cf. Fig. A1.1 a) reliant des sommets déjà existants, nous 
constatons qu'à chaque nouvel ajout de segment, nous avons: s ~ s; c ~ c + 1; F ~ F + 1; 
D'~D'. 
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Une fois que toute la figure est divisée en triangles, il ne reste plus qu'à ramener celle-ci à 
un seul triangle au moyen des deux opérations suivantes qui conservent D' : 
1) On peut enlever un triangle périphérique en retirant un seul côté reliant deux sommets 
(cf. ligne en gras sur la Fig. A1.1 b). Pour cette opération: s ~ s; c ~ c - 1; 
F ~ F - 1; D' ~ D'. 
2) On peut enlever un triangle périphérique en retirant deux côtés adjacents et un sommet 
(cf. lignes pointillées sur la Fig. A 1.1 b). Pour cette opération: s ~ s - 1; c ~ c - 2; 
F ~ F - 1; D' ~ D'. 
Mais, pour un seul triangle, nous savons que s = 3; c = 3; F = 1; D' = 1 de sorte que pour notre 
coquille de départ, nous avons D' = 1 et que pour notre polyèdre D = D' + 1 = 2, achevant ainsi 
notre démonstration. 
A1.2. Caractéristiques des fullérènes. 
Dans ce qui va suivre, nous allons noter par c le nombre de côtés de la fullérène considérée, 
par s son nombre de sommets, par f son nombre de faces, par h son nombre de faces hexagonales 
et par p son nombre de faces pentagonales. Alors, comme le montre la figure A1.2 il est aisé de 
relier les variables s, c, f, p, h entre elles: 
2e = 5p+6h 
4e = 6s 
f=h+p 
s - e + f = 2 (Théorème d'Euler) 
Un système d'équations, qui après quelques manipulations permet d'exprimer toutes les variables 
en terme du nombre d'atomes de carbone et qui permet de conclure que toute fullérène (y 
compris les nanotubes) doit avoir 12 pentagones. 
p=I2 





Puisque h est un entier ~ 0, on voit du système précédent que la plus petite fullérène 
possible doit avoir: p = 12; h = 0; s = 20; c = 30. Cette fullérène est illustrée à la figure Al.3. 
Figure AI.2. Lien entre les variables s, c, f, p, h d'une fullérène. 
Figure Al.3. La plus petite fullérène possible: le C20. 
[
Développement en séries des fonctions M_n(x) autour de la singularité x = 1, dans le but de 
pouvoir vérifier que le potentiel de Stan & Cole V(r, R) se réduit bel et bien au potentiel d'une 
feuille de graphène V _flat(z) lorsque r tend vers R (le rayon du nanotube). 
[ > 
[ > restart: 
> M:= (x , n) -> int{{l + x"2 - 2*x*cos{phi))"{ - n/2), phi O .. Pi ) ; 
f1t ') ( - 1 / 2 n ) M := (x, n ) ~ (1 + x- - 2 x cos(<» )) d<» 
o 
[ > 
[ 1. Calcul d'une expansion en série de la fonction M_5(x) autour de x = 1: 
> serieM5 : =series{M{x , 5) , x = l, 10); 
2 -4 1 3 7 2 13 J 
serieM5 :=- ( x- l) -- (x-I r + - (x -1 r --(x- I r + 
3 3 24 48 
( 
331 3 3 J (403 15 15 J 
--+-ln(8) --ln(x- 1) + -----ln(8)+ -ln(x-l) ( x-1 ) + 
1536 128 128 3072 256 256 
(
339 185 185 J ') ( 455 455 583 J 
--+--ln( 8 ) ---ln(x-1 ) (x- 1t + ---ln( 8)+ --ln( x - 1) +--
8192 2048 2048 4096 4096 16384 
(x -1 )3 + 0 ((x- 1)4) 
[
Cette série n'est pas une série de Laurent malgré la présence des puissances entières négatives et 
positives de (x-1) . Cela est dû à la présence des termes ln(x-1) présents dans les coefficients de la 
série. En effet, en interrogeant Maple: 
[ > type (serieM5, laurent); 
taIse 
[ > whattype{serieM5); 
series 
[
Malgré cela, seulement le terme (x-1 ) A -4 domine dans la série précédente près de x = 1 puisque 
ln(x-1) * ((x-1) A n) ---> 0 pour n >= 1. En effet, en calculant cette limite: 
[ > assume (n >= 1); 
[ > limit{ ({x-l)"n) * ln{x-l) ,X=l) ~ 
r 
En plus du terme (x-1) A -4, les autres puissances négatives de (x-1) et le terme -(3/128) * ln(x-1) 
correspondant à la puissance (x-1) A 0 divergent aussi vers l'infini. Malgré cela, on peut ne retenir que 
le terme en (x-1) A -4 près de x = 1 puisqu'il diverge plus rapidement que les autres. En effet, en 
calculant le rapport des termes divergeants lorsque x ---> 1: 
[
> limit{ ({x-l)"{-3)) / {{x-l)"{ - 4)), x =1)i # pour les autres 
puissances négatives . 
o 
1 > limit{ (ln{x-l)) / {{x-l)"{-4)),x=1)i # pour le terme 
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l -(3/128)* (ln(x-1 » *(x-1)AO. o 
[ Donc, de tous ces calculs nous pouvons conclure que M_5(x) ,..., (2/3) * (x-l) A -4 près de x = 1. 
[ > 
[ 2. Calcul du terme dominant de l'expansion en série de la fonction M_l1 (x) autour de x = 1: 
> series('leadterm' (M(x, 11)), x = l, 20); # Maple calcule 
[ > 
directement le terme dominant de la série. 
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ANNEXE 3. GRAPHIQUES DU COMPORTEMENT DU BM D'UN FAISCEAU DE SWNTs. 
Dans cette annexe, nous allons présenter l'ensemble des courbes de BAS obtenues lors de ce 
travail. Leur discussion et interprétation ont été données au chapitre 5. Cependant, il est bon de 
rappeler que dans tous les graphiques qui vont suivre, les courbes noires (grises) seront utilisées 
lorsque les SWNTs sont ouverts (fermés) aux extrémités. Les courbes continues (en tirets) seront 
pour Ntubes SWNTs regroupés en faisceau (isolés). 
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Figure A3.1. Comportement du BAS en fonction du pas du réseau. Ntubes = 25, R* = 2.038 









o-o .o.-.o,.o,·o . ...o-o-o,.o .. ~ 
-- bundle SWNTs ouverts 
- 0- bundle SWNTs fermés 
, 




Figure A3.2. Comportement du BAS en fonction du pas du réseau. Ntubes = 25, R * = 2.038 
(H2: 6.5 Â), T* = 0.08900 (H2 : 32.98 K). 
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Figure A3.3. Comportement du BAS en fonction du pas du réseau. Ntubes = 25, R* = 2.038 
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Figure A3.4. Comportement du BAS en fonction du pas du réseau. Ntubes = 25, R* = 2.038 
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Figure A3.5. Comportement du BAS en fonction du pas du réseau. Ntubes = 25, R* = 2.038 

















- bundle SWNTs ouverts 
mO -, bundle SWNTs fermés 




Figure A3.6. Comportement du BAS en fonction du pas du réseau. N tubes = 25, R* = 1.086 
(H2 : 3.464 Â), T* = 0.03 (H2 : 11.12 K). 
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Figure A3.7. Comportement du BAS en fonction du pas du réseau. Ntubes = 25, R* = 1.086 
(H2: 3.464 Â), T* = 0.2089 (H2 : 77.40 K). 
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Figure A3 .8. Comportement du BAS en fonction du pas du réseau. Ntubes = 25, R* = 1.086 
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Figure A3.9. Comportement du BAS en fonction du pas du réseau. Ntubes = 25, R* = 1.086 
(H2 : 3.464 Â), T* = 0.8097 (H2: 300.0 K). 
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Figure A3.10. Comportement du B AS en fonction du rayon des nanotubes. Ntubes = 25, 
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Figure A3.11. Comportement du B AS en fonction du rayon des nanotubes. Ntubes = 25, 
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Figure A3.12. Comportement du B AS en fonction du rayon des nanotubes. N tubes = 25, 
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Figure A3.13. Comportement du B AS en fonction du rayon des nanotubes. Ntubes = 25, 
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Figure A3.14. Comportement du B AS en fonction du rayon des nanotubes. N tubes = 25, 
d* = 5.235 (H2 : 16.7 Â), T* = 0.8097 (H2 : 300.0 K). 
A3.3. Comportement du BAS en fonction de la température. 
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o 2 4 6 8 
__ .. N SWNTs ouverts; E*A = -1.73 (-5.32 kJ/mol); ~1i = 2.2 % 
____ bundle SWNTs ouverts; E*A = -2.89 (-8.89 kJ/mol); ~I = 3.7 % 
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0 "--0 bundle SWNTs fermés; E*A = -2.90 (-8.94 kJ/mol); ~I = 3.4 % 
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Figure A3.15. Comportement du BAS en fonction de la température. Ntubes = 25, d* = 5.235 
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Figure A3.16. Comportement du B AS en fonction de la température. Ntubes = 25, d* = 5.063 
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Figure A3.17. Comportement du B AS en fonction de la température. Ntubes = 25, d* = 3.332 





o 2 4 6 8 
e- .. N SWNTs ouverts; E*A = -3.98 (-12.27 kJ/mol); ~1 i = 2.1 % 
e--e bundle SWNTs ouverts; E*A = -4.62 (-14.24 kJ/mol); ~T = 3.3 % 
0 --- 0 N SWNTs fermés; E*A = -0.860 (-2.65 kJ/mol); ~1e = 5.2 % 
0 - 0 bundle SWNTs fermés; E*A = -1.72 (-5.30 kJ/mol); ~p = 6.3 % 
10 
122 
Figure A3.18. Comportement du B AS en fonction de la température. Ntubes = 25, d* = 3.159 
(H2 : 10.08 Â), R* = 1.086 (H2: 3.464 Â). 
A3.4. Comportement du B AS en fonction du nombre de nanotubes. 
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Figure A3 .19. Influence du nombre de nanotubes sur le comportement du B AS d'un faisceau en 
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Figure A3.20. Influence du nombre de nanotubes sur le comportement du B AS d'un faisceau en 
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Figure A3.21. Influence du nombre de nanotubes sur le comportement du BAS d'un faisceau en 
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Figure A3.22. Influence du nombre de nanotubes sur le comportement du BAS d'un faisceau en 
fonction du rayon des nanotubes. d* = 5.235 (H2 : 16.7 Â), T* = 0.8097 (H2 : 300.0 K). 
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A3.5. Vérification du programme calculant le BAS d'un faisceau dans le cas d'un seul SWNT. 
Afin de vérifier le bon fonctionnement du programme calculant le B AS d'un faisceau de 
SWNTs, nous l'avons utilisé pour calculer le B AS d'un seul nanotube (Ntubes = 1). Les graphiques 
montrent les résultats ainsi obtenus, superposés avec ceux calculés par le programme calculant le 
B AS d'un seul nanotube à parois multiples (MWNT, où Nparois = 1). La concordance entre les 
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Figure A3.23. Vérification du comportement du B AS d'un faisceau ayant un seul SWNT, pour R* 
variable. Ntubes = 1, T* = 0.8097 (H2: 300.0 K). 
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Figure A3.24. Vérification du comportement du B AS d'un faisceau ayant un seul SWNT, pour T* 
variable. Ntubes = 1, R* = 2.038 (H2 : 6.5 Â). 
j***************************************************** *********** 
Fichier d'en-tête traitement . h 
Contient les librairies, les constantes et les déclaration 
(i . e les prototypes) de fonctions . 
****************************************************************/ 
#include <stdio . h> 
#include <math . h> 
#include <stdlib . h> 
#include <iostream . h> /* Je dois utiliser la fonction 
"cout « " à cause du bogue avec 
scanf() . 
*/ 
#define PI 3 . 1415926535897932384626433832795 
#define ERREUR_RELATIVE_Bas 1e-5 
#define JMAX 20 
#define THETA 0 . 38 
#define k 1.0 
#define DISTREDUITEMIN 0.01 
#define BORNE_GAUCHE_Bas 0.0 
/* erreur (relative) tolérée dans la fonction 
simpson_ rafinee_Bas() . C'est l'incertitude 
relative de l'intégrale calculant Bas . 
(i.e . que c'est un % d'incertitude sur 
l'intégrale). */ 
/* est le nombre de raffinages MAXIMUM qu'on 
fait sur l'intégrale de départ . 
2 A (JMAX-1) est le nombre total (maximum) 
de sous-intervalles pour l'intégration. */ 
/* Angstrom A -2 
Densité surfacique des atomes sur la paroi 
du nanotube (ou du plan de graphite) . */ 
/* constante de Boltzmann (= 1 lorsque 
les énergies sont exprimées en K) . 
*/ 
/* distance (réduite) minimale de la paroi. 
À l'intérieur de cette distance d'exclusion, 
le potentiel est considéré comme infini et 
integrand_Bas = exp(-V/kT) - 1 ===> -1 . 
Cette distance est choisie de sorte que 
integrand_Bas soit très près de -1 . 
*/ 
/ * distance RÉDUITE (d'un seul côté du plan) 
à partir de laquelle l'adsorption a lieu . 
*/ 
#define BORNE_DROITE_Bas 50 . 0 
/* distance RÉDUITE (d'un seul côté du plan) 
à partir de laquelle ON CONSIDÈRE que 
l'adsorption fini. 
On doit l'ajuster de sorte que le Bas 
obtenu soit une valeur fiable. 
*/ 
double V_fIat (double z, double theta, double eps , double sigma) ; 
double integrand_Bas(double z , double T , double theta , double eps , 
double sigma) ; 
double trapeze_ etape_ N_ Bas(double (*f) (double x , double T , double theta , 
double eps, double sigma) , double a, double b , 
int N, double T , double theta , double eps, 
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traitement . h 
double sigma) ; 
double s i mpson_ raffinee_ Bas(double (*f) (double x , double T , double theta , 
double eps , double sigma), double a , double b , 
double T , double theta , double eps, double sigma); 
double Bas_ lplan(double T , double A, double theta, double eps , 
double sigma , double borne_gauche , 
double borne_ droite) ; 
double** matrice_Bas(double x_min, double x_max, int Nbre_ x , 
double A, double theta , double eps , 
double sigma , double borne_gauche, 
double borne_ droite) ; 
void Ecrire_Bas(double** matriceBas, int Nbre_T, double A, 
double theta , double eps , double sigma) ; 
void l i berermatrice(double** matrice); 
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/**************************************************************** 
Programme : 1 plan graphite 
Ce programme calcule le second coefficient du viriel Bas pour 
l'adsorption d'un gaz (qui est considéré monoatomique) sur 
un SEUL plan de graphite d'aire A. 
L'usager entre les paramètres de Lennard-Jones sigma, eps , 
l'aire A du plan et la température . On peut calculer Bas 
pour une seule température ou pour une série de températures 
comprises entre T_min et T_max. 
Appel: 1 plan graphite 
****************************************************************/ 
#include "traitement . h" 
int main ( ) 
printf("Ce programme calcule le second coefficient du\n") ; 
printf("viriel pour l'adsorption sur 1 seul plan de graphite\n\n") ; 
printf("Entree des parametres de Lennard-Jones , de l'aire\n"); 
printf("du plan de graphite et des temperatures ou on\n") ; 
printf("calcule le second coefficient du viriel Bas\n\n"); 
printf(" (Pour avoir la courbe universelle de Bas/A*sigma\n"); 
printf("versus kT/Es, poser A = 1 , sigma = l\n"); 
printf("epsilon (S*k)/(6*Pi*theta) = O.698047996\n"); 
printf ("Ici , Es = Iminimum du potentiel 1 ) \n\n"); 
double eps ; 
printf ("epsilon (K) ") ; 
scanf("%lf" , &eps); 
double sigma; 
printf ( "sigma (Angstrom) " ) ; 
scanf("%lf", &sigma) ; 
double A; 
printf("Aire du plan (Angstrom A 2) "); 
scanf("%lf" , &A); 
char SerieDeT ; 
printf("\nVoulez-vous 
printf("temperatures? 
cin » SerieDeT; 
/* variable disant si on 
fait le calcul pour une série 
de T. 
*/ 
calculer Bas pour une serie de\n"); 
(O/N)? "); 
/* ON N'A PAS PU UTILISER scanf() 
ICI. Il Y a un BOGUE inexpliqué 
quand on l'utilise! 
*/ 
if ((SerieDeT == '0') Il (SerieDeT '0')) 
double T_min, T_max ; 
int Nbre_ T; 
printf("Entrez la temperature minimale (K) :\nT_min "); 
scanf ( "%lf", &T_min); 
printf("Entrez la temperature maximale (K) : \ nT_max "); 
scanf ( "%lf" , &T_max) ; 
printf("Entrez le nombre de temperatures ou on calcule Bas : \nNbre_T "); 
scanf ( " %d", &Nbre_ T) ; 
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/* Calculer la matriceBas contenant les Bas calculés 
aux différentes températures. */ 
double** matriceBas = matrice_Bas (T_min, T_max, Nbre_T, 
A, THETA, eps, sigma , BORNE_ GAUCHE_ Bas*sigma , 
BORNE_ DROITE_Bas*sigma) ; 
/* Imprimer la matriceBas dans un fichier . */ 
Ecrire_Bas (matriceBas , Nbre_ T , A, THETA , eps, sigma); 
/* libérer la mémoire de la matriceBas avant 
de quitter le bloc . */ 
liberermatrice(matriceBas) ; 
else { 
/* si SerieDeT != oui, on calcule le Bas pour 
la température demandée par l'usager. */ 
double T; 
printf("T (K) = ") ; 
scanf("%lf" , &T) ; 
double Bas = Bas_lplan(T , A, THETA, eps, sigma, 
BORNE_GAUCHE_Bas*sigma , BORNE_ DROITE_ Bas*sigma); 
printf("\nBas (Angstrom'3) = %.6lg\n" , Bas); 
return 0 ; 
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matrice_ Bas . cpp 
/**************************************************************** 
Fonction: matrice_Bas() 
Cette fonction génère une matrice(2) [Nbre_x) contenant 
Nbre_x valeurs de second coefficient du viriel Bas, 
pour chaque va l eur de x. Ici , x pourra être soit un vecteur 
contenant une série de températures ou un vecteur contenant 
une série de rayons R pour un nanotube simple ou multiple . 
(Pour un nanotube multiple, ce sera une série de rayons Ri où 
i est la ième paroi du nanotube) . Ou encore un vecteur 
contenant une série de séparations "dO entre des plans de 
graphite . 
Appel : matriceBas = matrice_Bas (x_min, x_max, Nbre_ x , A, 
theta , eps , sigma , borne_ gauche , borne_ droite) ; 
matriceBas : matrice contenant les Nbre_ x valeurs 
xli) et les valeurs Bas[i) correspondantes. 
x_ mln : la valeur minimale de x (T par exemple) . 
x_ max : la valeur maximale de x . 
Nbre_ x : le nombre de valeurs de x pour lesquelles 
on calcule les Bas correspondants. 
A: l'aire du plan de graphite. 
theta : densité surfacique d'atomes de C formant le plan . 
eps : constante d'énergie du potentiel de Lennard-Jones. 
sigma : rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une molécule d'adsorbat . 
borne_ gauche : distance (d ' un seul côté du plan) à partir 
de laquelle l'adsorption a lieu. 
borne_droite : distance (d'un seul côté du plan) à partir 
de laquelle l'adsorption fini. 
****************************************************************/ 
#include "traitement . h" 
double** matrice_ Bas(doubl e x_ min , double x_max , int Nbre_x , 
doub l e A, double theta , double eps, 
double sigma , double borne_gauche, 
double borne_droite) { 
/* espacement entre 2 valeurs xli) */ 
double delta_ x = (fabs(x_ max - x_min))/(Nbre_x - 1); 
/* formation de la matriceBas contenant les Bas */ 
double** matriceBas = (double**) malloc(2 * sizeof(double*)) ; 
if (matriceBas == NULL) { 
printf("\nErreur d'allocation de memoire\n") ; 
exit (1) ; 
for (int i = 1; i <= 2 ; i++) 
/* allouer la mémoire pour les 2 lignes de la 
matriceBas : x et Bas. */ 
matriceBas[i -1) = (double*) malloc(Nbre_ x * sizeof(double)) ; 
if (matriceBas [ i -1) == NULL) { 
printf("\nErreur d'allocation de memoire\n") ; 
exit (1) ; 
/* remplir la matriceBas des valeurs de x et de Bas 
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matrice_Bas . cpp 
correspondantes . */ 
for (i = 1; i <= Nbre_x ; i++) 
double x = x_min + (i - l)*delta_ x ; 
double T = x; /* dans ce cas ci , x == T . */ 
double Bas = Bas_ 1plan(T, A, theta, eps , sigma, 
borne_ gauche, borne_droite) ; 
matriceBas [1 -1] [i -1] = x ; 
matriceBas [2 -1] [i -1] = Bas; 
/* Je préfère compter les indices à partir de l , mais 
le C compte à partir de O. Je fais donc toujours une 








Cette fonction calcule le second coefficient du viriel Bas 
pour l'adsorption sur 1 SEUL plan de graphite , en calculant 
l'intégrale de l'integrand_ Bas sur tout l'espace où il y a 
de l'adsorption . 
Appel: Bas = Bas_lplan(T , A, theta , eps, sigma , borne_gauche , 
borne_droite) ; 
Bas : le second coefficient du viriel . 
A: l'aire du plan de graphite . 
T: température du gaz (en K) . 
theta : densité surfacique d'atomes de C formant le plan. 
eps : constante d'énergie du potentiel de Lennard-Jones . 
sigma: rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une molécule d'adsorbat. 
borne_ gauche: distance (d'un seul côté du plan) à partir 
de laquelle l'adsorption a lieu. 
borne_ droite: distance (d'un seul côté du plan) à partir 
de laquelle l'adsorption fini. 
**************************************************************** / 
#include 'traitement.h' 
double Bas_ lplan(double T , double A, double theta , double eps , 
double sigma, double borne_gauche , 
double borne_droite) { 
return 2*A*simpson_raffinee_ Bas(&inte grand_Bas, borne_gauche, 
borne_droite, T, theta, eps , sigma) ; 
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integrand_Bas . cpp 
/**************************************************************** 
Fonction : integrand_ Bas() 
Cette fonction calcule l'intégrand (= exp(-V/kT) - 1) qui entre 
dans le calcul du second coefficient du viriel Bas. Cet 
intégrand devient -1 lorsque l'on se situe très près de la 
paroi . 
Appel : integrand = integrand_Bas(z , T , theta, eps , sigma); 
integrand: = exp (-V/kT) - 1 , entrant dans l'intégrale du Bas . 
z: distance du plan où on calcule la valeur du potentiel (en 
Angstrom) 
T: température du gaz (en K) . 
theta : densité surfacique d'atomes de C formant le plan . 
eps : constante d'énergie du potentiel de Lennard-Jones . 
sigma : rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une molécule d'adsorbat. 
****************************************************************/ 
#include 'traitement.h' 
double integrand_ Bas(double z , double T , double theta , double eps , 
double sigma) { 
/* si on est dans la 'distance d'exclusion' de la paroi , 
le potentiel tend vers l'infini et l'intégrand ===> -1 . */ 
if (fabs(z - 0.0) < DISTREDUITEMIN*sigma) { 
return -1 . 0 ; 
else 
return (exp( (-1 . 0/(k*T) )*V_ flat(z, theta, eps , sigma)) - 1.0) ; 
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/**************************************************************** 
Fonction : V_ flat() 
Cette fonction calcule le potentiel créé par un SEUL plan de 
graphite, à une distance z de celui-ci . 
Appel: V V_flat(z , theta , eps , sigma) ; 
V: le potentiel dû au plan, à une distance z de celui-ci . 
z : distance du plan où on calcule la valeur du potentiel (en 
Angstrom) 
T: température du gaz (en K) . 
theta: densité surfacique d'atomes de C formant le plan . 
eps: constante d'énergie du potentiel de Lennard-Jones . 
sigma: rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une mo l écule d'adsorbat . 
***************************************************************/ 
#include 'traitement . h' 
double V_ f l at(double z, double theta, double eps , double sigma) 
return 2.0*PI*theta*eps*sigma*sigma*( (2.0/5.0)*pow(sigma/z, 10) 
- pow(sigma/z , 4)) ; 
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Ecrire_ Bas . cpp 
/*** ************************************************************* 
Fonction: Ecrire_Bas() 
Cette fonction écrit dans un fichier "Bas_1plan_graphite . txt" 
les valeurs contenues dans la matriceBas pour les seconds 
coefficients du virie l Bas calculés aux différentes températures 
T[i) . Le fichier contient également les autres paramètres 
pour lesquels ces Bas ont été calculés (i.e. A, theta, eps , 
sigma) . 
Appel : Ecrire_Bas (matriceBas , Nbre_ T , A, theta , eps , sigma); 
matriceBas: matrice contenant les Nbre_ T valeurs 
T[i) et les valeurs Bas[i) correspondantes. 
Nbre_T : le nombre de valeurs de température pour lesquelles 
on calcule les Bas correspondants. 
A: l'aire du plan de graphite. 
theta : densité surfacique d'atomes de C formant le plan. 
eps : constante d'énergie du potentiel de Lennard-Jones. 
sigma : rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une molécule d'adsorbat . 
**************************************************************** / 
#include "traitement.h" 
void Ecrire_ Bas (double** matriceBas , int Nbre_T, double A, 
double theta , double eps, double sigma) { 
FILE* fptr = fopen ( "Bas_1plan_ graphi te . txt", "w") ; 
if (fptr == NULL) { 
printf("\nErreur d'ouverture de fichier\n") ; 
exit (1) ; 
/ * Mettre la valeur des paramètres physiques au début 
du fichier, avant de mettre les valeurs de Bas . */ 
fprintf(fptr , "Fichier %cBas_1plan_graphite . txt%c donnant le second\n" , 34 , 34); 
fprintf(fptr, "coefficient du viriel Bas , pour un seul plan de graphite . \n\n\n") ; 
fprin tf (fptr , 




"Aire du plan : \nA (angstrom'2) %. 8lg\n\n", A); 
"Densite surfacique des atomes de C formant le plan:\n") ; 
"theta (angs trom '-2) = %lf\n\n" , theta) ; 
"Valeurs des parametres du potentiel de Lennard-Jones:\n") ; 
"epsilon (K) = %lf\t\tsigma (angstrom) = %lf\n\n" , eps , sigma); 
/* Mettre la valeur de Bas[i) correspondant à chaque température 
T[i) dans le fichier . (i . e. mettre les éléments de matriceBas 
dans le fichier, en faisant une validation de l'écriture dans le 





"Nombre de valeurs de Bas calculees : %d\n\n\n", Nbre_ T); 
"Valeurs du second coefficient du v iriel Bas pour chaque\n") ; 
"temperature de la plage consideree : \n") ; 
fprintf(fptr , "T (K)\t\tBas (angstrom'3)\n") ; 
for (int i = 1 ; i < = Nbre_T; i++) 
if (fprintf(fptr, "%-13 . 6lg %-13 . 6lg\n" , matriceBas[l -l)[i -1), matrice 
Bas [2 -1) [i -1)) == EOF) { 
printf(" \nErreur d'ecriture dans le fichier\n"); 
exit (1) ; 
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Fonction : simpson_ raffinee_ Bas() 
Cette fonction utilise la fonction trapeze_etape_N_Bas() pour calculer 
l'intégrale de f(x, T , theta, eps , sigma) par rapport à x sur 
l'intervalle [a , b]. L'erreur relative permise sur l'intégrale est 
de ERREUR_RELATIVE_Bas. 
Cette fonction calcule l'intégrale par améliorations successives. 
Elle calcule une valeur améliorée à partir de la valeur précédente 
(qui est moins exacte). JMAX est le nombre maximal d'améliorations 
qu'on permet pour le calcul de l'intégrale finale . Donc 2 A (JMAX-1) 
est le nombre total (maximal) de sous-intervalles qu'on peut avoir 
pour le calcul de l'intégrale. 
utilisant l'équation (voir Numerical Recipes) : 
S = (4!3)*S[2N] - (l!3)*S[N] 
on peut calculer l'intégrale de Simpson à partir d'intégrales "trapèze" 
sans complications supplémentaires . 
Appel : integrale simpson_raffinee_ Bas(f, a , b , T, theta , eps, sigma) ; 
f : f(x, T, theta , eps , sigma) la fonction à intégrer par rapport à x. 
a: borne gauche de l'intervalle d'intégration . 
b: borne droite de l'intervalle d'intégration . 
T, theta , eps, sigma : variables gardées fixes lors de l'intégration. 
*************************************************************************/ 
#include "traitement.h" 
double simpson_raffinee_Bas(double (*f) (double x, double T, double theta , 
double eps, double sigma), double a, double b , 
double T, double theta , double eps , double sigma) 
double integrale, old_integrale, integrale_ trapeze, 
old_integrale_ trapeze ; 
/* contient les integrales (actuelles et 
anciennes) de Simpson et du trapèze. */ 
old_ integrale_trapeze = old_ integrale = -1.0e30; 
/* valeurs impossibles pour les vieilles 
intégrales . Ça permet de commencer la 
boucle des "améliorations" . * / 
for (int j = 1; j <= JMAX; j++) 
/* faire un nombre d'améliorations < = JMAX. */ 
integrale_ trapeze = trapeze_etape_N_Bas(f , a , b , j , T, theta , eps , sigma); 
/* calculer la jème approximation de l'intégrale de Simpson . */ 
integrale = (4.0*integrale_ trapeze - old_integrale_ trapeze)/3 . 0; 
if (j > 5) 
tegrale) ) 
/* la condition j > 5 évite une (fausse) convergence 
trop hâtive. */ 
if ((fabs(integrale - old_integrale) < ERREUR_ RELATIVE_ Bas * fabs(old_ in 
1 1 (integrale == 0 . 0 && old_integrale == 0.0)) 
/* on a obtenu une valeur assez précise 
de l'intégrale. */ 
return integrale; 
/* les intégrales actuelles seront les "vieilles" 
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old_integrale = integrale ; 
old_ integrale_ trapeze = integrale_trapeze ; 
/* Si on est rendu ici , c'est qu'on a pas réussi à converger. 
Ça peut être parce que le nombre d'étapes JMAX est trop petit 
(i.e. que le nombre d'améliorations maximal permis n'est pas 
assez grand pour atteindre la précision voulue) . Ou que 
l'ERREUR_ RELATIVE_ Bas tolérée est trop petite par rapport aux 
erreurs d'arrondis dûs à l'ordinateur (cause plus probable). */ 
printf('\nL'erreur relative toleree sur l 'integrale est trop\n') ; 
printf('petite pour avoir convergence . \n '); 
exit (1) ; 
return 0.0; /* retourner une valeur double bidon car la fonction 
doit retourner quand même un double. */ 
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/************************************************************************* 
Cette fonction retourne la Nème valeur raffinée de l'intégrale 
de f(x , T , theta , eps , sigma) sur [a, bl à partir de la (N-l)ème 
valeur (i . e. à partir de sa valeur précédente) . L'intégration est 
faite par rapport à x , tandis que T , theta, eps et sigma sont gardées 
fixes . La procédure a pour principe la règle du trapèze étendu 
(voir Numerical Recipes) . 
Le premier appel calcule une intégrale 
trapèze sur tout l'intervalle [a, bl. 
grossière : un seul gros 
Les itérations suivantes 
de calculs au résultat N = 2 , 3 , rajoutent 2 A (N-2) points 
précédent. 
Cette procédure a l'avantage de ne pas "jeter à la poubelle" le 
résultat précédent pour calculer une intégrale plus précise, mais 
d'utiliser le travail déjà fait . 
Appel : integrale = trapeze_etape_N_Bas(f, a, b, N, T, theta, eps, sigma); 
f : f(x, T, theta, eps , sigma) la fonction à intégrer par rapport à x . 
a: borne gauche de l'intervalle d'intégration. 
b: borne droite de l'intervalle d'intégration. 
N: indique qu'on est à la Nème étape de "raffinement" . 
x: variable d'intégration. 
T , theta , eps , sigma: variables gardées fixes lors de l'intégration. 
*************************************************************************/ 
#include "traitement.h" 
double trapeze_etape_N_Bas(double (*f) (double x , double T, double theta, 
double eps , double sigma) , double a , double b , 
int N, double T , double theta , double eps, 
double sigma) 
double x, somme, delta; / * somme est la somme de la nouvelle 
série de points à ajouter . 
delta est l'espace entre 2 de ces points. 
x est la position (abscisse) du point 
intermédiaire qu'on considère . 
*/ 
static double integrale; /* contient présentement la (N-l)ème 
approximation de l'intégrale . (contiendra 
la Nème approximation à la fin de la 
procédure) 
*/ 
if (N == 1) 
/* on calcule alors la première approximation très grossière 
donnée par un seul gros trapèze englobant tout l'intervalle 
[a , bl. * / 
integrale = O. 5*(b-a)*((*f) (a , T, theta , eps , sigma) + (*f) (b , T , theta, eps , 
sigma) ) ; 
else 
return integrale; 
/ * calculer la Nème approximation à partir de l'approximation 
précédente . */ 
delta (fabs(b - a))/pow(2.0, N-2); 
x = a + delta/2; / * la position du premier point intermédiaire 
à ajouter . */ 
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/* additionner les valeurs de la fonction f prises aux points 
intermédiaires x[j] = x + (j-l)*delta . j allant de l à 2'(N-2) . */ 
somme = 0 . 0; 
for (int j = 1; j <= ((int) pow(2 . 0, N-2)); j++) 
somme somme + (*f) (x , T, theta , eps , sigma) ; 
x = x + delta ; /* passer au prochain point intermédiaire . */ 
/* calculer la Nème approximation de l'intégrale à partir 
de la (N-1)ème approximation. */ 
integrale = 0.5*(integrale + delta*somme); 
return integrale; 
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/************************************************************************ 
Fonction : liberermatrice() 
Cette fonction libère la mémoire d'une matrice à 2 dimensions contenant 
les points (X , Y) 
Appel : liberermatrice(matrice) 
matrice : la matrice[2] [nbrepts dans les vecteurs X et Y] à libérer 
************************************************************************/ 
#include 'traitement.h' 
void liberermatrice(double** matrice) 
/* libérer les 2 lignes */ 
free(matrice[l -1]); 
free(matrice[2 -1]) ; 





Fichier d'en-tête traitement . h 
Contient les librairies, les constantes et les déclaration 





#include <iostream.h> /* Je dois utiliser la fonction 
'cout « ' à cause du bogue avec 
scanf() . 
*/ 
#define PI 3.1415926535897932384626433832795 
#define ERREUR_RELATIVE_Bas le-5 
#define JMAX 20 
#define THETA 0.38 
#define k 1.0 
#define DISTREDUITEMIN 0 . 01 
/* erreur (relative) tolérée dans la fonction 
simpson_raffinee_Bas() . C'est l'incertitude 
relative de l'intégrale calculant Bas . 
(i . e . que c'est un % d'incertitude sur 
l'intégrale) . */ 
/* est le nombre de raffinages MAXIMUM qu'on 
fait sur l'intégrale de départ . 
2 A (JMAX-1) est le nombre total (maximum) 
de sous-intervalles pour l'intégration. */ 
/* Angstrom A -2 
Densité surfacique des atomes sur la paroi 
du nanotube (ou du plan de graphite) . */ 
/* constante de Boltzmann (= 1 lorsque 
les énergies sont exprimées en K) . 
*/ 
/* distance (réduite) minimale de la paroi. 
À l'intérieur de cette distance d'exclusion, 
le potentiel est considéré comme infini et 
integrand_Bas = exp (-V/kT) - 1 ===> -1 . 
Cette distance est choisie de sorte que 
integrand_Bas soit très près de -1. 
*/ 
double V_ flat(double z , double theta, double eps , double sigma) ; 
double integrand_Bas(double z , double T, double d, double theta, 
double eps , double sigma); 
double trapeze_etape_N_Bas(double (*f) (double x, double T, double d, double theta, 
double eps , double sigma) , double a , double b , 
int N, double T , double d , double theta, double eps, 
double sigma) ; 
double simpson_raffinee_Bas(double (*f) (double x , double T, double d , double theta , 
double eps, double sigma), double a, double b, 
double T , double d , double theta, double eps, 
double sigma); 
double Bas_2plans(double T , double d, double A, double theta, double eps, 
double sigma, double borne_gauche , 
double borne_droite); 
double** matrice_Bas(double x_min, double x_max , int Nbre_x , 
double y, double A, double theta, double eps, 
double sigma, double borne_gauche , 
double borne_droite , int T_ou_d) ; 
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void Ecrire_ Bas(double** matriceBas , int Nbre_ x , double y , 
double A, double theta , double eps , double sigma , 
in t T_ ou_ d) ; 
void liberermatrice(double** matrice) ; 
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Programme : 2 plans g r aphi te 
Ce programme calcule l e second coefficient du viriel Bas pour 
l'adsorpt i on d ' un gaz (qui est considéré monoatomique) ENTRE 
2 plans de graphite parallèles d'aire A (chacun) , séparés 
d'une distance d . 
L ' usager entre les paramètres de Lennard-Jones sigma , eps , 
l'aire A des plans , l a séparation d et la température . On peut 
calculer Bas pour une seule température ou pour une série de 
températures comprises entre T_min et T_ max . Aussi, on peut 
calculer Bas pour une seule distance ou pour une série de 
distances compr i ses entre d_ mi n et d_max . 
Appel : 2 plans graphite 
******************** * ************************** * ****************/ 
# i nc l ude 'traitement . h' 
int main () 
printf('Ce programme calcule le second coeff i cient du\n') ; 
printf('vir i e l pour l'adsorption entre 2 plans de graphite\n') ; 
printf('para l leles\n\n') ; 
printf('Entree des parametres de Lennard-Jones , de l'aire\n') ; 
printf('des p l ans de graphite , des separations entre les plans\n') ; 
printf('et des temperatures ou on calcule le second\n') ; 
printf('coefficient du viriel Bas\n\n') ; 
printf('(Pour avoir la courbe universelle de Bas/A*sigma\n') ; 
printf('versus kT/Es' ou versus d/sigma , poser A = l, sigma = l\n') ; 
printf('epsilon = k/(Pi*theta) = O. 837657595\n') ; 
printf('Ici , Es' = Pi*theta*epsilon*sigma"2)\n\n') ; 
double eps; 
printf ('epsilon (K) ') ; 
scanf('%lf' , &eps) ; 
double sigma ; 
printf ( 's i gma (Angstrom) , ) ; 
scanf('% l f' , &sigma) ; 
double A; 
printf ('Aire des p l ans (Angstrom"2) ') ; 
scanf('%lf' , &A) ; 
char SerieDeT , SerieDed; / * variabl es disant si on 
fait le calcul pour une série 
de T ou une série de d. 
printf('\nVoulez-vous 
printf('temperatures? 
cin » SerieDeT ; 
*/ 
calculer Bas pour une serie de\n') ; 
(QIN)? ') ; 
/* ON N'A PAS PU UTILISER scanf() 
ICI . I l Y a un BOGUE inexpliqué 
quand on l'util i se! 
*1 
if ((SerieDeT == ' 0') Il (SerieDeT '0') ) 
double T_mi n , T_ max, d ; 
int Nbre_ T; 




scanf ( "%lf", &d) ; 
printf("Entrez la temperature minimale (K) :\nT_min ") ; 
scanf ( "%lf" , &T_min) ; 
printf("Entrez la temperature maximale (K) : \ nT_max ") ; 
scanf ( "%lf" , &T_ max) ; 
printf("Entrez le nombre de temperatures ou on calcule Bas:\nNbre_ T 
scanf ( "%d", &Nbre_T); 
/* Calculer la matriceBas contenant les Bas calculés 
aux différentes températures. */ 
double** matriceBas = matrice_ Bas (T_min , T_ max , Nbre_ T, 
d , A, THETA, eps, sigma , 0 . 0, 
d/2, 1); 
/ * Imprimer la matriceBas dans un fichier. */ 
Ecrire_ Bas (matriceBas , Nbre_T, d , A, THETA, eps, sigma, 1); 
/* libérer la mémoire de la matriceBas avant 
de quitter le bloc . * / 
liberermatrice(matriceBas) ; 
else { 
printf("\nVoulez-vous calculer Bas pour une serie de\n") ; 
printf("separations entre les plans? (O/N)? ") ; 
cin » SerieDed ; /* ON N'A PAS PU UTILISER scanf() 
ICI. Il Y a un BOGUE inexpliqué 
quand on l'utilise! 
*/ 
if ((SerieDed == '0') Il (SerieDed '0')) 
double d_min , d_max, T; 
int Nbre_ d ; 
printf("Entrez la temperature de l'adsorbat (K) : \nT = "); 
scanf("%lf" , &T) ; 
printf("Entrez la separation minimale (angstrom) :\nd_min ") ; 
scanf (" %lf", &d_min); 
printf("Entrez la separation maximale (angstrom) : \ nd_ max "); 
scanf ( "%lf", &d_max); 
printf("Entrez le nombre de separations ou on calcule Bas:\nNbre_d "); 
scanf ( "%d" , &Nbre_ d); 
/* Calculer la matriceBas contenant les Bas calculés 
aux différentes séparations entre les plans. */ 
double** matriceBas = matrice_Bas (d_min, d_ max , Nbre_d , 
T , A, THETA , eps, sigma , 0 . 0, 
0.0 , 0); / * ici, le paramètre borne_ droite doit être pris comm 
une valeur bidon, car ici c'est en réalité une valeur 
variable (= d/2) déterminée à l'intérieur de la fonct 
matrice_Bas() . */ 
/* Imprimer la matriceBas dans un fichier. */ 
Ecrire_ Bas (matriceBas , Nbre_ d , T, A, THETA , eps, sigma , 0); 
/ * libérer la mémoire de la matriceBas avant 




/* s i SerieDeT ! = oui et SerieDed != oui, on calcu l e le Bas pour 
la température et la sépara t ion demandées par l'usager . */ 
double T , d ; 
printf("Entrez la temperature de l ' adsorbat (K) : \nT = "); 
scanf("%lf" , &T) ; 
printf("Entrez la separation entre les 2 plans (Angstrom) : \nd ") ; 
scanf("% l f" , &d) ; 
doub l e Bas = Bas_ 2plans(T , d , A, THETA, eps , sigma , 0 . 0 , d/2) ; 
printf("\nBas (Angstrom A 3) = %. 6lg\n" , Bas) ; 
return 0 ; 
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j***************************************************** *********** 
Fonction : matrice_Bas() 
Cette fonction génère une matrice[2 ) [Nbre_ x ) contenant 
Nbre_ x valeurs de second coefficient du viriel Bas, 
pour chaque valeur de x. I ci , x pourra être soit un vecteur 
contenant une sér i e de températures ou un vecteur contenant 
une série de rayons R pour un nanotube simple ou multiple . 
(Pour un nanotube multiple , ce sera une série de rayons R[i) où 
i est la ième paroi du nanotube) . Ou encore un vecteur 
contenant une série de séparations 'd'entre des plans de 
graphite . 
Appel : matriceBas = matrice_ Bas (x_min, x_max, Nbre_x, y, A, 
theta , eps , sigma , borne_ gauche, borne_droite , 
T_ ou_ d) ; 
matriceBas : matrice contenant les Nbre_x valeurs 
xli) et les valeurs Bas[i) correspondantes . 
x_min : la valeur minimale de x (T par exemple) . 
x_max : la valeur maxima l e de x. 
Nbre_ x : le nombre de valeurs de x pour lesquelles 
on calcule les Bas correspondants . 
y : l'autre paramètre à part x , qui est nécessaire pour 
déterminer Bas. Ça peut être T ou d . C'est le 
paramètre gardé fixe lors du calcul de Bas pour une 
série de x. 
A: l'aire de chaque p l an de graphite (Angstrom'2) 
theta: densité surfacique d'atomes de C formant le plan. 
eps: constante d'énergie du potentiel de Lennard-Jones. 
sigma: rayon caractéristique du potentiel de Lennard- Jones 
entre un atome de C et une molécule d'adsorbat. 
borne_gauche : distance (>= 0), mesurée du centre des 2 plans, 
à partir de laquelle l 'adsorption a lieu . 
borne_ droite : distance (>= 0) , mesurée du centre des 2 plans , 
à partir de laquelle l'adsorption fini . 
T_ ou_ d : variable (= l pour T , 0 pour d) disant si x est un 
vecteur de températures ou de séparations d . 
************************************************************* * **/ 
#include 'traitement . h' 
double** matrice_ Bas(double x_min , double x_max, int Nbre_x, 
double y, double A, double theta, double eps, 
double sigma , double borne_gauche, 
double borne_droite, int T_ou_d) { 
/* espacement entre 2 valeurs xli) */ 
double delta_ x = (fabs(x_max - x_min))/(Nbre_x - 1); 
/* formation de la matriceBas contenant les Bas */ 
double** matriceBas = (double**) malloc(2 * sizeof(double*)) ; 
if (matriceBas == NULL) { 
printf('\nErreur d'allocation de memoire\n') ; 
exit(l) ; 
for (int i = 1; i <= 2 ; i++) 
/* allouer la mémoire pour les 2 lignes de la 
matriceBas: x et Bas. */ 
matriceBas[i -1) = (double*) malloc(Nbre_ x * sizeof(double)) ; 
if (matriceBas[i -1) == NULL) { 
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printf('\nErreur d'allocation de memoire\n'); 
exit (1) ; 
/* remplir la matriceBas des valeurs de x et de Bas 
correspondantes . */ 
for (i = 1; i <= Nbre_x ; i++) 
double x = x_ min + (i - 1)*delta_ x; 
double Bas; 
if (T_ ou_ d == 0) 
else 
Bas = Bas_ 2plans(y , x, A, 
borne_ gauche, x/2); 
theta, eps, sigma, 
/* ici borne_droite n'est 
pas fixe : il vaut d/2. 
*/ 
Bas = Bas_2plans(x, y, A, theta , eps , sigma, 
borne_gauche , borne_droite) ; 
matriceBas [1 -1) [i -1) = x; 
matriceBas [2 -1) [i -1) = Bas ; 
/* Je préfère compter les indices à partir de 1 , mais 
le C compte à partir de o. Je fais donc toujours une 
correction systématique de -1 aux indices des vecteurs 
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/**************************************************************** 
Fonction : 
Cette fonction calcule le second coefficient du viriel Bas 
pour l'adsorption dûe à 2 plans de graphite parallèles séparés 
d'une distance d, en calculant l'intégrale de l'integrand_Bas 
sur tout l'espace où il y a de l'adsorption. 
Appel : Bas = Bas_ 2plans(T, d , A, theta , eps , sigma, borne_gauche, 
borne_ droite) ; 
Bas: le second coefficient du viriel. 
A: l'aire de chaque plan de graphite (Angstrom A 2) 
T : température du gaz (en K) . 
d : la distance séparant les 2 plans de graphite (en Angstrom) 
theta : densité surfacique d'atomes de C formant le plan . 
eps : constante d'énergie du potentiel de Lennard-Jones . 
sigma: rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une molécule d'adsorbat. 
borne_ gauche: distance (>= 0), mesurée du centre des 2 plans , 
à partir de laquelle l'adsorption a lieu. 
borne_ droite: distance (>= 0) , mesurée du centre des 2 plans , 
à partir de laquelle l'adsorption fini . 
****************************************************************/ 
#include 'traitement.h' 
double Bas_2plans(double T , double d, double A, double theta, double eps, 
double sigma , double borne_gauche, 
double borne_droite) { 
return 2*A*simpson_ raffinee_Bas(&integrand_Bas, borne_gauche, 





Cette fonction calcule l'intégrand (= exp(-V/kT) - 1) qui entre 
dans le calcul du second coefficient du viriel Bas. Cet 
intégrand devient -1 lorsque l'on se situe très près de la 
paroi. 
Appel : integrand = integrand_Bas(z, T , d, theta , eps , sigma); 
integrand: = exp (-V/kT) - 1, entrant dans l'intégrale du Bas . 
z: distance par rapport au centre des plans , c'est où on 
calcule la valeur du potentiel (en Angstrom) . 
T: température du gaz (en K) . 
d : distance séparant les 2 plans (en Angstrom) 
theta : densité surfacique d'atomes de C formant le plan. 
eps : constante d'énergie du potentiel de Lennard-Jones. 
sigma : rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une molécule d'adsorbat. 
****************************************************************/ 
#include 'traitement . h' 
double integrand_Bas(double z, double T, double d, double theta, 
double eps , double sigma) { 
/ * si on est dans la 'distance d'exclusion' de la paroi, 
le potentiel tend vers l'infini et l'intégrand ===> -1 . */ 
if (fabs(z - (d/2)) < DISTREDUITEMIN*sigma) { 
else 
return -1.0 ; 
return (exp( (-1 . 0/(k*T) )*(V_flat(z + d/2, theta , eps , sigma) + 




Cette fonction calcule le potentiel créé par un SEUL plan de 
graphite, à une distance z de celui-ci . 
Appel: V V_flat(z, theta, eps, sigma) ; 
V: le potentiel dû au plan , à une distance z de celui-ci. 
z: distance du plan où on calcule la valeur du potentiel (en 
Angstrom) 
T : température du gaz (en K) . 
theta : densité surfacique d'atomes de C formant le plan . 
eps : constante d'énergie du potentiel de Lennard-Jones . 
sigma : rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une molécule d'adsorbat . 
***************************************************************/ 
#include 'traitement.h' 
double V_ flat(double z, double theta , double eps, double sigma) 
return 2.0*PI*theta*eps*sigma*sigma*( (2.0/5 . 0)*pow(sigma/z, 10) 
- pow(sigma/z, 4)) ; 
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j**************** ************************************* *********** 
Fonction : Ecrire_ Bas() 
Cette fonction écr i t dans un fichier "Bas_ 2plans_graphite_T.txt" 
ou "Bas_ 2plans_graphite_d.txt" les valeurs contenues dans la 
matriceBas pour l es seconds coefficients du virie l Bas 
calculés aux différentes valeurs de x (i . e T ou d) . Le fichier 
contient également les autres paramètres pour lesquels ces 
Bas ont été calculés (i.e . A, theta, eps , sigma , d ou T) 
Appel: Ecrire_ Bas (matriceBas , Nbre_ x, y, A, theta , eps , 
sigma, T_ ou_ d) ; 
matriceBas : matrice contenant les Nbre_ x valeurs 
xli] et l es valeurs Bas[i] correspondantes . 
Nbre_x: le nombre de valeurs de x pour lesquelles 
on calcule les Bas correspondants. 
y: l'autre paramètre à part x , qui est nécessaire pour 
déterminer Bas. Ça peut être T ou d . C'est le 
paramètre gardé fixe lors du calcul de Bas pour une 
série de x . 
A: l'aire de chaque plan de graphite (Angstrom A 2) 
theta : densité surfacique d'atomes de C formant le plan. 
eps : constante d'énergie du potentiel de Lennard-Jones. 
sigma: rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une molécule d'adsorbat. 
T_ ou_ d : variable (= 1 pour T , a pour d) disant si x est un 
vecteur de températures ou de séparations d. 
****************************************************************/ 
#include "traitement . h" 
void Ecrire_Bas (double* * matriceBas, int Nbre_ x , double y , 
double A, double theta , double eps, double sigma , 
in t T_ou_d) { 
FILE* fptr ; 
char* file_ name; 
if (T_ou_d == 0) 
file_name = "Bas_2plans_ graphite_ d . txt" ; 
fptr = fopen(file_name , "w") ; 
else { 
file_ name = "Bas_2plans_graphite_T.txt"; 
fptr = fopen (file_name , "w"); 
if (fptr == NULL) 
printf("\nErreur d'ouverture de fichier\n") ; 
exit (l) ; 
/* Mettre la valeur des paramètres physiques au début 
du fichier , avant de mettre les valeurs de Bas . */ 
fprintf(fptr , "Fichier %c%s%c donnant le second\n" , 34 , file_ name , 34) ; 
fprintf(fptr , "coefficient du viriel Bas, pour 2 plans de graphite paral l eles.\n\ 
n\n") ; 
fprintf(fptr , "Aire de chaque plan : \nA (angstrom A 2) = %.8Ig\n\n" , A); 
if (T_ ou_ d == 0) { 
fprintf(fptr , "Temperature de l'adsorbat : \nT (K) = %lf\n", y) ; 
el se { 
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fprintf(fptr, "Distance entre les plans:\nd (angstrom) = %.81f\n", y) ; 
fprintf(fptr , "\nDensite surfacique des atomes de C formant le plan : \n") ; 
fprintf(fptr , "theta (angstrom' - 2) = %lf\n\n", theta) ; 
fprintf(fptr, "Valeurs des parametres du potentiel de Lennard-Jones : \n") ; 
fprintf(fptr, "epsilon (K) = %lf\t\tsigma (angstrom) = %lf\n\n" , eps , sigma) ; 
/* Mettre la valeur de Bas[i] correspondant à chaque valeur 
xli] dans le fichier . (i.e. mettre les éléments de matriceBas 
dans le fichier , en faisant une validat i on de l'écriture dans le 
fichier pour chaque valeur de Bas ajoutée . 
*/ 
fprintf(fptr, "Nombre de valeurs de Bas calculees : %d\n\n\n" , Nbre_ x) ; 
fprintf(fptr, "Valeurs du second coefficient du virie l Bas pour chaque\n") ; 
if (T_ ou_ d == 0) { 
fpr i ntf(fptr , "separation entre les plans de la plage consideree:\n") ; 
fprintf(fptr, "d (angstrom)\tBas (angstrom'3)\n"); 
else { 
fprintf(fptr , "temperature de la plage consideree : \n") ; 
fprintf(fptr , "T (K)\t\tBas (angstrom'3)\n") ; 
for (int i = 1 ; i <= Nbre_ x ; i++) 
if (fprintf(fptr , "%-13.61g 
Bas [2 -1 ] [i -1]) == EOF) { 
%-13 . 61g\n" , matriceBas [1 -1] [i -1] , matrice 
printf("\nErreur d'ecriture dans le fichier\n") ; 
exit (1) ; 
/* Fermer le fichier avant de quitter la fonction . */ 
fclose (fptr) ; 
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/****************************** * ****************************************** 
Fonction : simpson_raffinee_Bas() 
Cette fonction utilise la fonction trapeze_etape_N_ Bas() pour calculer 
l'intégrale de f(x, T , d, theta , eps , sigma) par rapport à x sur 
l'intervalle [a , b] . L'erreur relative permise sur l'intégrale est 
de ERREUR_RELATIVE_ Bas. 
Cette fonction calcule l'intégrale par améliorations successives. 
Elle calcule une valeur améliorée à partir de la valeur précédente 
(qui est moins exacte). JMAX est le nombre maximal d'améliorations 
qu'on permet pour le calcul de l'intégrale finale. Donc 2 A (JMAX-1) 
est le nombre total (maximal) de sous-intervalles qu'on peut avoir 
pour le calcul de l'intégrale. 
utilisant l'équation (voir Numerical Recipes) : 
S = (4!3)*S[2N] - (l!3)*S[N] 
on peut calculer l'intégrale de Simpson à partir d'intégrales "trapèze" 
sans complications supplémentaires. 
Appel : integrale simpson_raffinee_ Bas(f, a , b , T, d, theta, eps, sigma); 
f : f(x, T , d, theta, eps, sigma) la fonction à intégrer par rapport à x . 
a : borne gauche de l'intervalle d'intégration. 
b : borne droite de l'intervalle d'intégration. 
T, d, theta, eps, sigma: variables gardées fixes lors de l'intégration . 
*************************************************************************/ 
#include "traitement.h" 
double simpson_ raffinee_ Bas(double (*f) (double x , double T, double d, double theta, 
double eps, double sigma) , double a , double b , 
double T , double d, double theta, double eps, 
double sigma) { 
double integrale, old_integrale , integrale_ trapeze , 
old_integrale_ trapeze ; 
/* contient les integrales (actuelles et 
anciennes) de Simpson et du trapèze. */ 
old_ integrale_ trapeze = old_ integrale = -1 . 0e30 ; 
/* valeurs impossibles pour les vieilles 
intégrales . Ça permet de commencer la 
boucle des "améliorations". */ 
for (int j = 1 ; j <= JMAX; j++) 
/* faire un nombre d'améliorations <= JMAX. */ 
integrale_trapeze = trapeze_ etape_N_Bas(f , a , b , j , T, d , theta, eps, sigma) ; 
/* calculer la jème approximation de l'intégrale de Simpson. */ 
integrale = (4 . 0*integrale_trapeze - old_integrale_trapeze)/3 . 0; 
if (j > 5) 
tegrale) ) 
/* la condition j > 5 évite une (fausse) convergence 
trop hâtive . */ 
if ((fabs(integrale - old_ integrale) < ERREUR_ RELATIVE_ Bas * fabs(old_in 
1 1 (integrale == 0 . 0 && old_integrale == 0.0)) 
/* on a obtenu une valeur assez précise 
de l'intégrale . */ 
return integrale ; 
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/* les intégrales actuelles seront les 'vieilles' 
intégrales de la prochaine approximation. */ 
old_ integrale = integrale; 
old_integrale_trapeze = integrale_ trapeze ; 
/* Si on est rendu ici, c'est qu'on a pas réussi à converger. 
Ça peut être parce que le nombre d'étapes JMAX est trop petit 
(i . e . que le nombre d'améliorations maximal permis n'est pas 
assez grand pour atteindre la précision voulue) . Ou que 
l'ERREUR_ RELATIVE_ Bas tolérée est trop petite par rapport aux 
erreurs d'arrondis dûs à l'ordinateur (cause plus probable). * / 
printf('\nL'erreur relative toleree sur l'integrale est trop\n'); 
printf('petite pour avoir convergence.\n') ; 
exit (1) ; 
return 0 . 0 ; /* retourner une valeur double bidon car la fonction 




Cette fonction retourne la Nème valeur raffinée de l'intégrale 
de f(x , T , d, theta, eps , sigma) sur [a , bl à partir de la (N-l)ème 
valeur (i.e. à partir de sa valeur précédente) . L'intégration est 
faite par rapport à x , tandis que T , d , theta , eps et sigma sont 
gardées fixes . La procédure a pour principe la règle du trapèze 
étendu (voir Numerical Recipes) . 
Le premier appel calcule une intégrale 
trapèze sur tout l'intervalle [a , bl . 
grossière: un seul gros 
Les itérations suivantes 
de calculs au résultat N = 2, 3 , rajoutent 2 A (N-2) points 
précédent . 
Cette procédure a l ' avantage de ne pas 'jeter à la poubelle' le 
résu l tat précédent pour ca l culer une intégrale plus précise , mais 
d'utiliser le travai l déjà fait. 
Appe l: integrale = trapeze_ etape_ N_Bas(f , a, b , N, T, d, theta, eps , sigma) ; 
f: f(x, T , d , theta , eps , sigma) la fonction à intégrer par rapport à x . 
a : borne gauche de l'intervalle d'intégration. 
b : borne droite de l'intervalle d'intégration . 
N: indique qu'on est à la Nème étape de 'raffinement' . 
x : variable d'intégration . 
T , d , theta, eps , sigma: variables gardées fixes lors de l'intégration . 
*************************************************************************/ 
#include 'traitement.h' 
double trapeze_etape_N_Bas(double (*f) (double x , double T , double d , double theta , 
double eps , double sigma) , double a, double b , 
int N, double T , double d , double theta , double eps, 
double sigma) { 
double x , somme , delta ; /* somme est la somme de la nouvelle 
série de points à ajouter . 
delta est l'espace entre 2 de ces points . 
x est la position (abscisse) du point 
intermédiaire qu'on considère. 
*/ 
static double integrale ; /* contient présentement la (N-l)ème 
approximation de l'intégrale . (contiendra 
la Nème approximation à la fin de la 
procédure) 
*/ 
if (N == 1) 
/* on calcule alors la première approximation très grossière 
donnée par un seul gros trapèze englobant tout l'intervalle 
[a , bl . * / 
integrale = O. 5*(b-a)*((*f) (a , T , d , theta , eps, sigma) + (*f) (b, T , d , the ta 
, eps , s i gma)) ; 
e l se 
return integrale ; 
/* calculer la Nème approximation à partir de l'approximation 
précédente. */ 
delta (fabs(b - a))/pow(2 . 0, N-2) ; 
x = a + delta/2 ; /* la position du premier point intermédiaire 
à ajouter . */ 
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/* additionner les valeurs de la fonction f prises aux points 
intermédiaires x[j] = x + (j-1)*delta . j allant de 1 à 2'{N- 2) . */ 
somme = 0 . 0 ; 
for tint j = 1 ; j <= ({int) pow{2 . 0 , N-2)) ; j++) 
somme somme + (*f) (x , T , d, theta , eps , sigma); 
x = x + delta ; /* passer au prochain point intermédiaire . */ 
/* calculer la Nème approximation de l'intégrale à partir 
de la (N-1)ème approximation . */ 
integrale = 0 . 5*{integrale + delta*somme) ; 
return integrale ; 
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/************ ************************************************************ 
Fonction : liberermatrice() 
Cette fonction libère la mémoire d'une matrice à 2 dimensions contenant 
les points (X , Y) 
Appel: liberermatrice(matrice); 
matrice : la matrice[2] [nbrePts dans les vecteurs X et Y] à libérer 
************************************************************************/ 
#include "traitement . h" 
void liberermatrice(double** matrice) 
/* libérer les 2 lignes */ 
free(matrice[1 -1]) 
free(matrice[2 -1]); 





Fichier d'en-tête traitement.h 
Contient les librairies , les constantes et les déclarations 




#include <stdlib . h> 
#include <time.h> 
#include <string.h> 
#include <iostream.h> /* Je dois utiliser la fonction 
'cin » ' à cause du bogue avec 
scanf() lorsqu'on veut lire un 
char sur le clavier . 
*/ 
#define PI 3 . 1415926535897932384626433832795 
#define ERREUR_RELATIVE_Bas 1e-5 
/* erreur (relative) tolérée dans la fonction 
simpson_raffinee_Bas() . C'est l'incertitude 
relative de l'intégrale calculant Bas. 
(i . e . que c'est un % d'incertitude sur 
l'intégrale) . * / 
#define ERREUR_RELATIVE_Mn 1e-6 
/* erreur (relative) tolérée dans la fonction 
simpson_ raffinee_Mn(). C'est l'incertitude 
relative de l'intégrale calculant Mn(x) 
(i.e. que c'est un % d'incertitude sur 
l'intégrale) . * / 
#define JMAX 30 / * est le nombre de raffinages MAXIMUM qu ' on 
fait sur l'intégrale de départ. 
2'(JMAX-1) est le nombre total (maximum) 
de sous-intervalles pour l'intégration. 
Cette valeur est GARDÉE LA M~ME pour 
l'intégrale calculant Mn(x) et celle calculant 
Bas.* / 
#define THETA 0.38 /* Angstrom ' -2 
Densité surfacique des atomes sur la paroi 
du nanotube (ou du plan de graphite). */ 
#define k 1 . 0 / * constante de Boltzmann (= 1 lorsque 
les énergies sont exprimées en K) . 
#define DISTREDUITEMIN 0 . 01 
* / 
/ * distance (réduite) minimale de la paroi. 
À l'intérieur de cette distance d'exclusion, 
le potentiel est considéré comme infini et 
exp(-V/kT) - 1 === > -1 . 
*/ 
#define NBRE_DE_SIGMA_PASSE_Rmax 50 
/* La distance (mesurées en sigma) 
dépassée la paroi externe du nanotube 
où on considère que l'adsorption fini 
* / 
/ * fonctions servant au calcul de V(r , Rtubes[]) , le 
potentiel du nanotube à parois multiples. */ 
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double f(double phi , doub l e x , int n) ; 
double M(double x, int n) ; 
double trapeze_etape_ N_Mn(double (*f) (double x , double y , int n) , 
double a , doub l e b , int N, double y , int n) ; 
double s i mpson_raffinee_Mn(doubl e (*f) (double x , double y , int n) , 
double a, double b , double y, int n) ; 
double potentiellwall(double r , double R, double theta , 
double eps , double sigma) ; 
double potentielMultiwall(double r , double* Rtubes , int NbreParois , 
doub l e theta, double eps , double sigma); 
/* fonctions servant à la partie principale du programme: 
le ca l cul de Bas . */ 
double integrand_ Bas(double r , double T , double* Rtubes, int Nbreparois, 
double theta , double eps , double sigma) ; 
doub l e trapeze_ etape_N_Bas(double (*f) (double x, double T , 
doub l e* Rtubes , int Nbreparois , 
double theta, double eps , double sigma), 
double a , double b , int N, double T , 
double* Rtubes , int Nbreparois , 
double theta , double eps, double sigma) ; 
double s i mpson_ raffinee_ Bas(double (*f) (double x , double T , double* Rtubes, 
int Nbreparois , double theta, double eps , 
double sigma) , double a , double b , 
double T, double* Rtubes, int Nbreparois , 
double theta, double eps , double sigma) ; 
double Bas_ Nanotube_mu l tiwall(double T, double* Rtubes, 
int Nbreparois , double L, double theta, 
double eps , double sigma, double borne_gauche , 
double borne_droite) ; 
double R_ externe(double* Rtubes , int Nbreparois); 
double** matrice_ Bas (doubl e x_min , double x_max , int Nbre_x, 
double T_ ou_ rien , double* Rtubes , int Nbreparois, 
double L , double theta , double eps, double sigma, 
int T_ ou_ R, int flag_ ouvert) ; 
void Ecrire_ Bas(double** matriceBas , int Nbre_ x , double T_ ou_ rien , 
double* Rtubes , int NbreParois, double L , 
double theta , double eps , double sigma , 
int T_ou_R, int flag_ouvert) ; 
void liberermatrice(double** matrice) ; 
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/**************************************************************** 
Programme : Nanotube multiwall 
Ce programme calcule le second coefficient du viriel Bas pour 
l'adsorption d'un gaz (qui est considéré monoatomique) sur un 
nanotube de longueur L à parois multiples , possédant NbreParois 
parois, et de rayons Rtubes[i] (i = l à NbreParois). Le 
nanotube peut avoir les extrémités OUVERTES ou FERMÉES. 
L'usager commence par dire si le nanotube est OUVERT ou FERMÉ 
aux extrémités . Ensuite , il entre les paramètres de 
Lennard-Jones sigma , eps , la longueur L du nanotube , les rayons 
Rtubes[i] et la température. On peut calculer Bas pour une seule 
température ou pour une série de températures comprises entre 
T_min et T_max. Aussi , on peut calculer Bas pour un seul rayon 
Rtubes[i] de la ième paroi , ou pour une série de rayons compris 
entre R_min et R_max . 
Appel: Nanotube multiwall 
****************************************************************/ 
/*************************************************************** 
NOTE IMPORTANTE SUR L'INDIÇAGE DES VECTEURS ET MATRICES: 
Je préfère compter les indices à partir de l, mais 
le C compte à partir de O. Je fais donc toujours une 
correction systématique de -1 aux indices des vecteurs 
et matrices . 
****************************************************************/ 
#include 'traitement.h' 
int main () 
printf('Ce programme calcule le second coefficient du\n'); 
printf('viriel pour l'adsorption sur un nanotube de carbone\n') ; 
printf('OUVERT ou FERMER a parois multiples\n\n'); 
char input_ flag_ ouvert ; 
int flag_ ouvert = 1 ; 
printf('Le nanotube est-il ouvert ou fermer? (ouvert = 0 ; fermer = f) '); 
cin » input_ flag_ ouvert ; 
if ((input_ flag_ ouvert 'f') Il (input_flag_ouvert == 'F') 
flag_ouvert = 0 ; 
printf('\nEntree des parametres de Lennard-Jones, de la\n'); 
printf('longueur du nanotube , des rayons des parois\n') ; 
printf('et des temperatures ou on calcule le second\n') ; 
printf('coefficient du viriel Bas\n\n'); 
printf(' (Pour avoir la courbe universelle de Bas/(L*sigma"2)\n') ; 
printf('versus kT/Es' ou versus R[i]/sigma, poser L = 1, sigma = l\n'); 
printf('epsilon = k/(Pi*theta) = 0 . 837657595\n') ; 
printf('Ici , Es' = Pi*theta*epsilon*sigma"2)\n\n'); 
double eps ; 
printf('epsilon (K) ') ; 
scanf('%lf', &eps) ; 
double sigma ; 
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printf ( "sigma (Angstrom) " ) ; 
scanf ( "%lf" , &sigma); 
double L; 
printf ("Longueur du nanotube (Angstrom) "); 
scanf("%lf", &L); 
1* Mettre les rayons qui sont gardés fixés dans la 
suite Rtubes. *1 
int Nbreparois; 
printf("Entrez le nombre de parois formant le nanotube: ") ; 
scanf ( " %d" , &NbreParoi s) ; 
double* Rtubes = (double*) malloc(NbreParois*sizeof(double)); 
if (Rtubes == NULL) { 
printf("\nErreur d'allocation de memoire\n"); 
exit (1) ; 
if (Nbreparois > 1) 
printf("\nEntrez les rayons (gardes fixes) des parois\n"); 
printf("cylindriques du nanotube (en Angstroms) :\n"); 
for (int i = 1; i <= (Nbreparois - 1); i++) { 
printf("R[%d) = ", il; 
scanf("%lf", &Rtubes[i -1)); 
1* le rayon Rtubes[NbreParois -1) pourra être 
soit fixé, soit variable. Cela sera déterminé 
ci-bas. 
*1 
char SerieDeT , SerieDeR; 1* variables disant si on 
fait le calcul pour une série 
de T ou une série de 
R[NbreParois -1). 
*1 
printf ( "\nVoulez-vous 
printf("temperatures? 
cin » SerieDeT; 
calculer Bas pour une serie de\n"); 
(o/N)? "); 
1* ON N'A PAS PU UTILISER scanf() 
ICI. Il Y a un BOGUE inexpliqué 
quand on l'utilise! 
*1 
if ((SerieDeT == '0') Il (SerieDeT '0')) 
double T_min, T_max; 
int Nbre_ T; 
printf ("Entrez le rayon de la derniere paroi R[%d) (Angstrom): \n", 
NbreParois) ; 
printf("R[%d) = ", Nbreparois); 
scanf("%lf" , &Rtubes[NbreParois -1)); 
printf("Entrez la temperature minimale (K) : \nT_min ") ; 
scanf ( "%lf", &T_min) ; 
printf("Entrez la temperature maximale (K) : \ nT_max "); 
scanf (" %lf" , &T_max) ; 
printf("Entrez le nombre de temperatures ou on calcule Bas : \nNbre_T "); 
scanf ( " %d", &Nbre_ T); 
1* Calculer la matriceBas contenant les Bas calculés 
aux différentes températures (pour un nanotube 
OUVERT ou FERMÉ aux extrémités). *1 
double** matriceBas = matrice_Bas (T_min, T_max, Nbre_T, 0.0, 
Rtubes, NbreParois , L, THETA, eps , sigma , 1, flag_ ouvert); 
1* ici, T_ou_rien est pris comme une valeur bidon car 




1* Imprimer la matriceBas dans un fichier . *1 
Ecrire_Bas (matriceBas , Nbre_T, 0.0 , Rtubes , NbreParois , 
L , THETA , eps , sigma , l, flag_ ouvert); 
1* libérer la mémoire de la matriceBas avant 
de quitter le bloc. *1 
liberermatrice(matriceBas) ; 
printf("\nVoulez-vous calculer Bas pour une serie de\n"); 
printf("rayons R[%dl de la %deme paroi du nanotube? (O/N)? " 
Nbreparois, Nbreparois); 
cin » SerieDeR ; 1* ON N'A PAS PU UTILISER scanf() 
ICI . Il Y a un BOGUE inexpliqué 
quand on l'utilise ! 
*1 
if ((SerieDeR == '0') Il (SerieDeR '0')) 
double R_ min , R_max , T ; 
int Nbre_R ; 
printf("Entrez la temperature de l'adsorbat (K) : \nT = ") ; 
scanf("%lf" , &T); 
printf("Entrez le rayon minimal de la %deme paroi (angstrom) : \nR[%dl _min 
Nbreparois , Nbreparois) ; 
scanf (" %lf" , &R_min) ; 
printf("Entrez le rayon maximal de la %deme paroi (angstrom) : \nR[%dl_max 
NbreParois , Nbreparois); 
scanf (" %lf" , &R_max) ; 
printf("Entrez le nombre de rayons R[%dl ou on calcule Bas:\nNbre_ R[%dl 
NbreParois , NbreParois) ; 
scanf ( "%d" , &Nbre_ R) ; 
1* Calculer la matriceBas contenant les Bas calculés 
aux différentes valeurs du rayon variable R[NbreParoisl . *1 
double** matriceBas = matrice_Bas (R_min, R_max , Nbre_R, T, Rtubes, 
Nbreparois, L, THETA , eps , sigma , 0 , flag_ouvert) ; 
1* Imprimer la matriceBas dans un fichier. *1 
Ecrire_Bas (matriceBas , Nbre_R , T , Rtubes , Nbreparois, 
L , THETA , eps, sigma , 0, flag_ ouvert); 
1* libérer la mémoire de la matriceBas avant 
de quitter le bloc. *1 
liberermatrice(matriceBas) ; 
else { 
1* si SerieDeT ! = oui et SerieDeR != oui , on calcule le Bas pour 
la température et l e rayon de la paroi R[NbreParois l demandés par 
l'usager (et cela pour un nanotube à parois multiples OUVERT ou 
FERMÉ aux extrémités). *1 
double T ; 
printf("Entrez la temperature de l'adsorbat (K) : \nT = ") ; 
scanf (" %lf", &T); 
printf (" Entrez le rayon de la derniere paroi R [ %dl (Angstrom) : \n" , 
NbreParois) ; 
printf("R[%dl = " , NbreParois) ; 
scanf ( "%lf" , &Rtubes [Nbreparois -1 1 ) ; 
166 
/* On a besoin de connaître le rayon de la paroi externe 
avant de pouvoir faire le calcul de Bas . i.e pour savoir 
où l'adsorption fini . */ 
double Rexterne = R_externe(Rtubes , NbreParois); 
/* La distance du centre du nanotube où commence l'adsorption 
sera Rexterne ou 0.0 selon que le nanotube est FERMÉ ou 
OUVERT aux extrémités. */ 
double r_min_adsorption = 0 . 0; 
if (flag_ouvert == 0) { 
/* Le nanotube est alors fermé aux extrémités . */ 
r_min_adsorption = Rexterne ; 
double Bas Bas_ Nanotube_multiwall(T , Rtubes , Nbreparois, 
L , THETA , eps, sigma, r _min_adsorption, 
Rexterne + NBRE_DE_SIGMA_ PASSE_Rmax * sigma) ; 
printf("\nBas (Angstrom'3) = %.6lg\n", Bas); 
/ * libérer la mémoire du vecteur contenant les rayons des parois du 
nanotube avant de quitter le programme. 
* / 
free (Rtubes) ; 
/ * Avertir l'utilisateur que le programme à terminé tous les calculs 
(après un temps qui peut être pas mal long . .. ) 
*/ 
for (int i = 1; i <= 4; i++) 
time_ t temps = time(NULL) ; 
for ( ; ; ) 
/* Attendre 1 seconde entre les "bips". * / 
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/**************************************************************** 
Fonction : matrice_ Bas() 
Cette fonction génère une matrice[2] [Nbre_x] contenant 
Nbre_ x valeurs de second coefficient du viriel Bas , 
pour chaque valeur de x. Ici , x pourra être soit un vecteur 
contenant une série de températures ou un vecteur contenant 
une série de rayons R pour une des parois du nanotube 
(simple ou multiple). (Le dernier rayon du vecteur Rtubes 
est celui qu'on pourra faire varier , les autres étant 
toujours fixes) . 
Appel : matriceBas matrice_ Bas (x_min , x_max , Nbre_x , 
T_ ou_ rien, Rtubes, NbreParois , L , 
theta, eps, sigma, T_ou_R) ; 
matriceBas : matrice contenant les Nbre_x valeurs 
xli] et les valeurs Bas [ i] correspondantes. 
x_min : la valeur minimale de x (peut être T_min ou R_min) . 
x_max: la valeur maximale de x . 
Nbre_ x : le nombre de valeurs de x pour lesquelles 
on calcule les Bas correspondants. 
T_ou_ rien: représente la température (fixée) lorsque l'on 
calcule Bas pour une série de rayons R. Lorsque l'on 
calcule Bas pour une série de T , ça devient un paramètre 
inutile , car tous les rayons nécessaires 
(et gardés fixes) sont alors dans le vecteur Rtubes[]. 
Rtubes: vecteur contenant les rayons des parois du nanotube . 
Le dernier élément de ce vecteur pourra être variable ou 
fixe (fixe lorsque l'on calcule Bas pour une série de T ; 
variable lorsque l'on calcule Bas pour une série de R). 
NbreParois : le nombre de parois cylindriques formant le 
nanotube . 
L : la longueur du nanotube (Angstrom). 
theta: densité surfacique d'atomes de C formant les parois 
du nanotube. 
eps : constante d'énergie du potentiel de Lennard-Jones. 
sigma : rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une molécule d'adsorbat . 
T_ou_R: variable (= 1 pour T, 0 pour R) disant si x est un 
vecteur de températures ou de rayons R. 
flag_ouvert: flag indiquant si le nanotube a les extrémités 
ouvertes (flag_ ouvert = 1) ou fermées (flag_ ouvert = 0) . 
****************************************************************/ 
#include 'traitement . h' 
double** matrice_ Bas (double x_min, double x_max , int Nbre_x , 
double T_ ou_ rien, double* Rtubes , int NbreParois , 
double L , double theta, double eps, double sigma , 
int T_ou_R , int flag_ ouvert) { 
/* espacement entre 2 valeurs xli] */ 
double delta_x = (fabs(x_max - x_min))/(Nbre_x - 1) ; 
/* formation de la matriceBas contenant les Bas */ 
double** matriceBas = (double**) malloc(2 * sizeof(double*)); 
if (matriceBas == NULL) { 




for (int i = 1; i <= 2 ; i++) 
/* allouer la mémoire pour les 2 lignes de la 
matriceBas: x et Bas . */ 
matriceBas[i -1] = (double*) malloc(Nbre_ x * sizeof(double)) ; 
if (matriceBas[i -1] == NULL) { 
printf('\nErreur d'allocation de memoire\n'); 
exit (1) ; 
/* Variable contenant la distance 'r_min_ adsorption' 
de l'axe du nanotube à partir de laquelle l'adsorption 
a lieu. (= 0 s i l e nanotube est ouvert ; = Rexterne si 
il est fermé aux extrémités). */ 
double r _min_ adsorption = 0.0 ; 
/* Si on fait le calcul des Bas pour une série de T, 
alors tous les rayons des parois seront fixes. Donc 
le rayon externe reste fixe et on va le calculer ici 
une seule fois au lieu de le calculer à chaque T 
dans la boucle for suivante . 
*/ 
double Rexterne; 
if (T_ ou_ R ! = 0) 
Rexterne = R_externe(Rtubes, Nbreparois) ; 
if (flag_ ouvert == 0) 
/* l'intérieur du nanotube est alors 
inaccessible aux molécules de gaz . */ 
r_min_adsorption = Rexterne; 
/* remplir la matriceBas des valeurs de x et de Bas 
correspondantes (pour un nanotube à parois multiples 
OUVERT ou FERMÉ aux extrémités). */ 
for (i = 1 ; i <= Nbre_x; i++) { 
double x = x_min + (i - l)*delta_x; 
double Bas ; 
if (T_ ou_ R == 0) 
else 
/* R[NbreParois] est alors variable. */ 
Rtubes[NbreParo i s -1] = x ; 
/* Trouver le rayon de la paroi externe 
avec la fonction R_externe. En effet , les 
rayons n'ont pas été ordonnés selon leur 
grandeur , dans le vecteur Rtubes[]. 
*/ 
Rexterne = R_externe(Rtubes , Nbreparois) ; 
j* Calculer la distance du centre du 
nanotube à partir de l aquelle l'adsorption 
a l i eu, selon que le nanotube est ouvert 
ou fermé. */ 
if (flag_ ouvert = = 0) 
j* le nanotube est alors fermé aux 
deux bouts . */ 
r _min_adsorption = Rexterne ; 
Bas Bas_Nanotube_multiwall(T_ou_rien , Rtubes , 
Nbreparois, L , theta , eps , sigma , r _ min_ adsorption , 
Rexterne + NBRE_ DE_ SIGMA_ PASSE_ Rmax * s i gma) ; 
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Bas = Bas_ Nanotube_mu l tiwall(x , Rtubes , 
Nbreparois , L , theta, eps , sigma , r _ min_ adsorption , 
Rexterne + NBRE_DE_ SI GMA_ PASSE_ Rmax * sigma) ; 
matriceBas [1 -1 ] [ i -1] = x ; 
matriceBas [2 - 1] [i -1 ] = Bas ; 
/* Je préfère compter les i ndices à partir de 1 , mais 
le C compte à partir de O. Je fais donc toujours une 
correction systématique de -1 aux indices des vecteurs 
et matrices. 
*/ 




Cette fonction calcule le second coefficient du viriel Bas 
pour l'adsorption sur un nanotube à parois multiples, en 
calculant l'intégrale de l'integrand_ Bas sur tout l'espace 
où il y a de l'adsorption. 
Appel : 
theta, 
Bas = Bas_ Nanotube_multiwall(T, Rtubes , NbreParois , L , 
eps, sigma, borne_gauche, borne_droite) ; 
Bas : le second coefficient du viriel. 
L : la longueur du nanotube (Angstrom) 
T : température du gaz (en K) . 
Rtubes : suite contenant le rayon de chaque paroi 
cylindrique du nanotube (en Angstrom) . 
NbreParois : le nombre de parois cylindriques formant le 
nanotube . 
theta: densité surfacique des atomes de C sur les parois du nanotube. 
eps : constante d'énergie du potentiel de Lennard-Jones . 
sigma: rayon caractéristique du potentiel de Lennard-Jones entre un 
atome de C et une molécule d'adsorbat. 
borne_gauche: distance (>= 0), mesurée du centre du nanotube , 
à partir de laquelle l'adsorption a lieu . 
borne_ droite : distance (>= 0) , mesurée du centre du nanotube, 
à partir de laquelle l'adsorption fini. 
****************************************************************/ 
#include 'traitement.h' 
double Bas_ Nanotube_multiwall(double T , double* Rtubes, 
int NbreParois , double L, doub l e theta, 
double eps, double sigma , double borne_ gauche , 
double borne_ droite) { 
return 2*PI*L*simpson_ raffinee_ Bas(&integrand_Bas, 
borne_gauche, borne_droite , T , Rtubes , 
Nbreparois, theta , eps , sigma) ; 
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/**************************************************************** 
Fonction : integrand_ Bas() 
Cette fonction calcule l'intégrand (= (exp(-V/kT) - 1)*r) qui 
entre dans le calcul du second coefficient du viriel Bas . Cet 
intégrand devient -r lorsque l'on se situe très près d'une des 
parois . 
Appel : integrand integrand_ Bas(r, T , Rtubes, Nbreparois , 
theta , eps , sigma); 
integrand: = (exp(-V/kT) - 1)*r , entrant dans l'intégrale du Bas . 
r: distance par rapport au centre du nanotube , c'est où on 
calcule la valeur du potentiel (en Angstrom) . 
T : température du gaz (en K) . 
Rtubes: suite contenant le rayon de chaque paroi cylindrique du nanotube 
(en Angstrom) . 
NbreParois : le nombre de parois cyl indriques formant le nanotube. 
theta : densité surfacique des atomes de C sur les parois du nanotube . 
eps: constante d'énergie du potentiel de Lennard-Jones. 
sigma : rayon caractéristique du potentiel de Lennard-Jones entre un 
atome de C et une molécule d'adsorbat . 
****************************************************************/ 
#include 'traitement.h' 
double integrand_Bas(double r, double T , double* Rtubes , int NbreParois, 
double theta , double eps , double sigma) { 
/* si on est dans la 'distance d'exclusion' d'une des 
parois, le potentiel tend vers l'infini et 
l'intégrand ===> -r. */ 
for (int i = 1; i <= Nbreparois; i++) 
if (fabs(r - Rtubes[i -1)) < DISTREDUITEMIN*sigma) 
return -r ; 
/* si on est loin des parois , alors l'intégrand sera 
(exp (-V_multiwall/kT) - 1)*r. */ 
return (exp((-1 . 0/(k*T))*(potentieIMultiwall(r, Rtubes, 
Nbreparois , theta , eps , sigma))) - 1 . 0)*r; 
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/************************************************************************* 
Fonction: potentielMultiwall() 
Cette fonction calcule la valeur du potentiel de Stan et Cole pour un 
nanotube à parois multiples en fonction de la distance par rapport à 
l'axe du nanotube . 
Appel : potentielMultiwall(r, Rtubes, Nbreparois , theta , eps, sigma) ; 
r : distance par rapport à l'axe , du point où on mesure le potentiel 
(total , obtenu de la superposition du potentiel dû à chaque paroi) 
Rtubes: suite contenant le rayon de chaque paroi cylindrique du nanotube 
(l'ordre de ceux- ci dans la suite est sans importance). 
NbreParois: l e nombre de parois cylindriques formant le nanotube . 
theta : densité surfacique des atomes de C sur les parois du nanotube . 
eps : constante d'énergie du potentiel de Lennard-Jones 
sigma : rayon caractéristique du potentiel de Lennard-Jones entre un 
atome de C et une molécule d'adsorbat . 
*************************************************************************/ 
#include 'traitement . h' 
double potentielMultiwall(double r , double* Rtubes , int Nbreparois, 
double theta , double eps, double sigma) { 
) ; 
/* le potentiel total est obtenu pour une valeur de r donnée en 
additionnant le potentiel V(r , R[i ] ) de chacune des 'NbreParois' 
parois du nanotube. */ 
double potentiel = 0 ; 
for (int i = 1; i < = Nbreparois ; i++) 
potentiel = potentiel + potentiellwall(r , Rtubes [ i -1], theta, eps, sigma 
return potentiel ; 
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/******* ****************************************************************** 
Fonction : potentiellwall() 
Cette fonction calcule la valeur du potentiel de Stan et Cole pour un 
nanotube à paroi simple en fonction de la distance par rapport à l'axe 
du nanotube . 
Appel: potentiel1wall(r, R, theta , eps , sigma); 
r: distance par rapport à l'axe, du point où on mesure le potentiel. 
R: rayon du nanotube. 
theta : densité surfacique des atomes de C sur les parois du nanotube. 
eps : constante d'énergie du potentiel de Lennard-Jones 
sigma : rayon caractéristique du potentiel de Lennard-Jones entre un 
atome de C et une molécule d'adsorbat. 
*************************************************************************/ 
#include "traitement.h" 
double potentiel1wall(double r, double R, double theta, 
double eps , double sigma) { 
double x = r/R ; /* distance réduite */ 
return 3*PI*theta*eps*sigma*sigma * 
((21.0/32.0)*(pow(sigma/R, 10))*M(x, 11) 




Fonction M ( ) 
Cette fonction calcule la valeur des M(x , n) servant au calcul du 
potentiel de Stan et Cole. 
appel : M(x , n) 
X : distance réduite 
(à paroi simple) 
n: exposant. 
r / R) du c entre du nanotube 
************************************************************************* / 
#include 'traitement.h' 
double M(double x, int n) 
double Mn = simpson_raffinee_Mn(&f , 0 , PI , x , n) 




Fonction: f(phi, x, n) 
Cette fonction est la fonction dont on cherche la valeur de l'intégrale 
M(x , n) utilisée pour calculer le potentiel de Stan et Cole . 
L'INTÉGRAND POSSÈDE UNE SINGULARITÉ À x=l et phi = O. Donc M(x, n) 
est non définie pour x=l . i . e . que le potentiel diverge à l'infini sur 
le nanotube . On ne peut pas calculer V(r , R) pour r = R. 
Appel: F = f(phi , x , n) ; 
phi : variable d'intégration variant sur l'intervalle [0 , PI] 
x : r/R distance "réduite" de l'axe du nanotube . 
n: exposant apparaissant dans l'intégrand. 
****************************************************** ********************j 
#include "traiternent.h" 
double f(double phi , double x , int n) 




Fonction : Ecrire_Bas() 
Cette fonction écrit dans un fichier "Bas_nanotube_OUVERT_T.txt" 
ou "Bas_nanotube_FERMER_T.txt" ou "Bas_nanotube_OUVERT_R.txt" 
ou "Bas_nanotube_FERMER_ R.txt" les valeurs contenues dans la 
matriceBas pour les seconds coefficients du viriel Bas 
calculés aux différentes valeurs de x (i.e T ou R[NbreParois)) 
Le nanotube (à parois simples ou multiples) peut être OUVERT ou 
FERMÉ à ses deux extrémités . Le fichier contient également 
les autres paramètres pour lesquels ces Bas ont été calculés 
(i.e. L; theta; eps; sigma; les autres R qui sont gardés 
fixes : R[1) à R[NbreParois - 1); et R[NbreParois) ou T selon 
le cas) 
Appel : Ecrire_Bas (matriceBas , Nbre_x, T_ou_rien , Rtubes , 
NbreParois , L, theta , eps, sigma, T_ou_R, 
flag_ouvert) ; 
matriceBas : matrice contenant les Nbre_x valeurs 
xli) et les valeurs Bas[i) correspondantes. 
Nbre_ x : le nombre de valeurs de x pour lesquelles 
on calcule les Bas correspondants . 
T_ou_rien: représente la température (fixée) lorsque l'on 
calcule Bas pour une série de rayons R . Lorsque l'on 
calcule Bas pour une série de T , ça devient un paramètre 
inutile, car tous les rayons nécessaires 
(et gardés fixes) sont alors dans le vecteur Rtubes[) . 
Rtubes : vecteur contenant les rayons des parois du nanotube. 
Le dernier élément de ce vecteur pourra être variable ou 
fixe (fixe lorsque l'on calcule Bas pour une série de T; 
variable lorsque l'on calcule Bas pour une série de R). 
NbreParois: le nombre de parois cylindriques formant le 
nanotube. 
L : la longueur du nanotube (Angstrom) . 
theta : densité surfacique d'atomes de C formant les parois 
du nanotube . 
eps : constante d'énergie du potentiel de Lennard-Jones . 
sigma : rayon caractéristique du potentiel de Lennard-Jones 
entre un atome de C et une molécule d'adsorbat . 
T_ ou_ R: variable (= 1 pour T , 0 pour R) disant si x est un 
vecteur de températures ou de rayons R . 
flag_ ouvert: flag indiquant si le nanotube a les extrémités 
ouvertes (flag_ ouvert = 1) ou fermées (flag_ ouvert = 0) . 
**************************************************************** / 
#include "traitement . h" 
void Ecrire_Bas(double** matriceBas , int Nbre_x, double T_ou_rien, 
double* Rtubes, int Nbreparois, double L, 
double theta, double eps , double sigma , 
int T_ou_R, int flag_ouvert) { 
/* définition d'une chaîne OUV_FERM contenant le mot 
OUVERT ou FERMER selon que le nanotube est ouvert ou 
fermé aux extrémités. Ce mot "variable" sera substitué 
dans les noms de fichiers et dans le texte contenu dans 
ceux-ci. */ 
char* OUV_ FERM; 
if (flag_ouvert == 0) 
/ * le nanotube est fermé aux extrémités . */ 




/* Fabrication de la chaîne de caractères contenant 
le nom du fichier, selon que R ou T est le paramètre 
variable en fonction duquel on calcule Bas et selon 
que le nanotube est OUVERT ou FERMÉ aux extrémités . */ 
char file_ name[30] = "Bas_ nanotube_ " ; 
/ * file_ name doit être assez longue pour contenir 
la chaîne contenant le nom de fichier final . */ 
if (T_ ou_ R == 0) { 
strcat (strcat (file_ name , OUV_FERM) , "_R.txt") ; 
else { 
strcat(strcat(file_name , OUV_FERM) , "_T . txt") ; 
/* Création du fichier contenant les valeurs de Bas pour 
les différentes valeurs de x (dont le nom a été formé 
ci-haut). */ 
FILE* fptr; 
fptr = fopen (file_name , "w") ; 
if (fptr == NULL) { 
printf("\nErreur d'ouverture de fichier\n") ; 
exit (1) ; 
/* Mettre la valeur des paramètres physiques au début 
du fichier , avant de mettre les valeurs de Bas. */ 
fprintf(fptr , "Fichier %c%s%c donnant le second\n" , 34 , file_name, 34) ; 
fprintf(fptr , "coefficient du viriel Bas, pour un nanotube a parois\n"); 
fprintf(fptr , "multiples %s a ses deux extremites . \n\n\n" , OUV_FERM); 
fprintf(fptr , "Nombre de parois cylindriques formant le nanotube:\n"); 
fprintf(fptr , "NbreParois = %d\n\n" , NbreParois) ; 
fprintf(fptr, "Longueur du nanotube : \nL (angstrom) = %. 8Ig\n\n" , L) ; 
/* Le seul cas ou on auras des R[i] qui seront gardés fixes est 
lorsque l'on a plus d'une paroi ou que l'on calcule Bas pour une 
série de températures. 
*/ 
if ((Nbreparois > 1) 1 1 (T_ ou_ R ! = 0)) 
fprintf(fptr, "Rayons des parois gardees fixes (angstrom) : \n") ; 
for (int i = 1 ; i < = (Nbreparois - 1) ; i++) { 
fprintf(fptr , "\tR[%d] = %. 8lf\n", i, Rtubes[i -1]) ; 
if (T_ ou_ R == 0) { 
fprintf(fptr, "Temperature de l'adsorbat : \nT (K) 
else { 






"\nDensite surfacique des atomes de C formant les parois : \n") ; 
"theta (angstrom A -2) = %lf\n\n" , theta); 
"Valeurs des parametres du potentiel de Lennard-Jones : \n") ; 
"epsilon (K) = %lf\t\tsigma (angstrom) = %lf\n\n" , eps , sigma) ; 
/* Mettre la valeur de Bas[i] correspondant à chaque valeur 
xli ] dans le fichier . (i . e. mettre les éléments de matriceBas 
dans le fichier, en faisant une validation de l'écriture dans le 
fichier pour chaque valeur de Bas ajoutée . 
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*/ 
fprintf(fptr, "Nombre de valeurs de Bas calculees : %d\n\n\n" , Nbre_ x) ; 
fprintf(fptr , "Valeurs du second coefficient du viriel Bas pour chaque\n") ; 
if (T_ou_R == 0) { 
fprintf(fptr , "valeur du rayon R[%d] dans la plage consideree : \n" , NbreParois 
fprintf(fptr, "R[%d] (angstrom)\t\tBas (angstrom'3)\n", NbreParois) ; 
else { 
fprintf(fptr , "temperature de la plage consideree : \n") ; 
fprintf(fptr, "T (K)\t\t\tBas (angstrom'3)\n") ; 
for (int i = 1; i <= Nbre_ x ; i++) 
if (fprintf(fptr, "%-13.61g %-13 . 61g\n", matriceBas[l -l][i -1 
], matriceBas[2 -1] [i -1]) < 0) { 
printf("\nErreur d'ecriture dans le fichier\n") ; 
exit(l) ; 
/* Fermer le fich i er avant de quitter la fonction . */ 
fclose(fptr) ; 
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/**************************************************************** 
Fonction : R_ externe() 
Cette fonction trouve le rayon de la paroi externe d'un 
nanotube à parois multiples qui possède NbreParois parois. 
En effet, les rayons des parois , contenus dans le vecteur 
Rtubes[ ) ne sont pas classés du p l us petit au plus grand , 
mais sont désordonnés . Et on a besoin du rayon externe 
du nanotube pour pouvoir faire l'intégrale sur r calculant 
le Bas . 
Appel: R_ max = R_ externe(Rtubes , Nbreparois) ; 
R_max : le rayon de la paroi externe du nanotube . 
Rtubes : le vecteur contenant les rayons des parois du 
nanotube. 
NbreParois: le nombre de parois que le nanotube possède. 
****************************************************************/ 
#include "traitement.h" 
double R_ externe(double* Rtubes , int NbreParois) 
double Rexterne = Rtubes [ l -1 ); 
for (int i = 2 ; i <= Nbreparois ; 
if (Rtubes[i -1) > Rexterne) 






Fonction : simpson_ raffinee_ Bas() 
Cette fonction utilise la fonction trapeze_ etape_ N_ Bas() pour calculer 
l'intégrale de f(x , T , Rtubes , NbreParois , theta , eps , sigma) par rapport 
à x sur l'intervalle [a, b]. L'erreur relative permise sur l'intégrale est 
de ERREUR_ RELATIVE_ Bas. 
Cette fonction calcule l'intégrale par améliorations successives . 
Elle calcule une valeur améliorée à partir de la valeur précédente 
(qui est moins exacte). JMAX est le nombre maximal d'améliorations 
qu'on permet pour le calcul de l'intégrale finale. Donc 2 A (JMAX-l) 
est le nombre total (maximal) de sous-intervalles qu'on peut avoir 
pour le calcul de l'intégrale . 
utilisant l'équation (voir Numerical Recipes): 
S = (4!3)*S[2N] - (l!3)*S[N] 
on peut calculer l'intégrale de Simpson à partir d'intégrales "trapèze" 
sans complications supplémentaires . 
Appel : integrale = simpson_ raffinee_ Bas(f, a, b, T , Rtubes, NbreParois , 
theta, eps , sigma); 
f : f(x, T , Rtubes , NbreParois , theta, eps, sigma) la fonction à 
intégrer par rapport à x. 
a: borne gauche de l'intervalle d'intégration. 
b: borne droite de l'intervalle d'intégration . 
T, Rtubes , NbreParois , theta, eps, sigma: variables gardées fixes 
lors de l'intégration . 
*************************************************************************/ 
#include "traitement.h" 
double simpson_ raffinee_ Bas(double (*f) (double x , double T , double* Rtubes, 
int Nbreparois , double theta, double eps , 
double sigma) , double a , double b , 
double T, double* Rtubes, int NbreParois , 
double theta , double eps, double sigma) { 
double integrale, old_integrale , integrale_trapeze, 
old_ integrale_trapeze ; 
/* contient les integrales (actuelles et 
anciennes) de Simpson et du trapèze . */ 
old_ integrale_ trapeze = old_integrale = -1.Oe30; 
/* valeurs impossibles pour les vieilles 
intégrales. Ça permet de commencer la 
boucle des "améliorations". */ 
for (int j = 1; j <= JMAX; j++) 
/* faire un nombre d'améliorations <= JMAX . */ 
integrale_trapeze = trapeze_ etape_N_Bas(f, a , b, j , T, Rtubes , NbreParois, 
theta , eps, sigma); 
/* calculer la jème approximation de l'intégrale de Simpson. */ 
integrale = (4.0*integrale_trapeze - old_ integrale_trapeze)/3.0; 
if (j > 5) 
tegrale) ) 
/* la condition j > 5 évite une (fausse) convergence 
trop hâtive. * 1 
if ((fabs(integrale - old_integrale) < ERREUR_RELATIVE_Bas * fabs(old_in 
1 1 (integrale == 0.0 && old_ integrale == 0.0)) 
1* on a obtenu une valeur assez précise 
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de l'intégrale. */ 
return integrale; 
/* les intégrales actuelles seront les 'vieilles' 
intégrales de la prochaine approximation . */ 
old_integrale = integrale ; 
old_ integrale_ trapeze = integrale_trapeze; 
/* Si on est rendu ici , c'est qu ' on a pas réussi à converger . 
Ça peut être parce que le nombre d'étapes JMAX est trop petit 
(i . e . que le nombre d'améliorations maximal permis n'est pas 
assez grand pour atteindre la précision voulue). Ou que 
l'ERREUR_RELATIVE_Bas tolérée est trop petite par rapport aux 
erreurs d'arrondis dûs à l'ordinateur (cause plus probable). */ 
printf('\nL'erreur relative toleree sur l'integrale faite\n'); 
printf ('par l a procedure simpson_raffinee_Bas () est trop\n') ; 
printf('petite pour avoir convergence . \n') ; 
exit (1) ; 
return 0 . 0 ; /* retourner une valeur double bidon car la fonction 
doit retourner quand même un double. */ 
182 
/************************************************************************* 
Fonction: simpson_ raffinee_Mn() 
Cette fonction utilise la fonction trapeze_etape_N_Mn() pour calculer 
l'intégrale de f(x , y, n) par rapport à x sur l'intervalle [a , b]. 
L'erreur relative permise sur l'intégrale est de ERREUR_RELATIVE_Mn. 
Cette fonction calcule l'intégrale par améliorations successives. 
Elle calcule une valeur améliorée à partir de la valeur précédente 
(qui est moins exacte) . JMAX est le nombre maximal d'améliorations 
qu'on permet pour le calcul de l'intégrale finale. Donc 2 A (JMAX-l) 
est le nombre total (maximal) de sous-intervalles qu'on peut avoir 
pour le calcul de l'intégrale. 
utilisant l'équation (voir Numerical Recipes) : 
S = (4!3)*S[2N] - (l!3)*S[N] 
on peut calculer l'intégrale de Simpson à partir d'intégrales "trapèze" 
sans complications supplémentaires. 
Appel : integrale simpson_raffinee_Mn(f , a , b , y , n) ; 
f : f(x , y , n) la fonction à intégrer par rapport à x. 
a : borne gauche de l'intervalle d'intégration. 
b : borne droite de l'intervalle d'intégration . 
y: deuxième variable gardée fixe . 
n: exposant apparaissant dans f (gardé fixe) . 
*************************************************************************/ 
#include "traitement.h" 
double simpson_raffinee_Mn(double (*f) (double x , double y, int n) , 
double a, double b, double y , int n) { 
double integrale , old_integrale , integrale_trapeze , 
old_ integrale_trapeze ; 
/* contient les integrales (actuelles et 
anciennes) de Simpson et du trapèze. */ 
old_integrale_trapeze = old_ integrale = -1 . Oe30 ; 
/ * va l eurs impossibles pour les vieilles 
intégrales. Ça permet de commencer la 
boucle des "améliorations" . */ 
for (int j = 1; j <= JMAX ; j++) 
egrale) ) 
/* faire un nombre d'améliorations <= JMAX . */ 
integrale_trapeze = trapeze_etape_N_Mn(f, a, b, j, y, n) ; 
/* calculer la jème approximation de l'intégrale de Simpson. */ 
integrale = (4 . 0*integrale_ trapeze - old_ integrale_trapeze)/3.0 ; 
if (j > 5) 
/* la condition j > 5 évite une (fausse) convergence 
trop hâtive . */ 
if ((fabs(integrale - old_integrale) < ERREUR_RELATIVE_Mn * fabs(old_int 
1 1 (integrale == 0.0 && old_integrale == 0.0)) 
/* on a obtenu une valeur assez précise 
de l'intégrale. */ 
return integrale ; 
/* les intégrales actuelles seront les "vieilles" 
intégrales de la prochaine approximation . */ 
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old_ integrale = integrale ; 
old_integrale_ trapeze = integrale_trapeze ; 
/* Si on est rendu ici , c'est qu'on a pas réussi à converger . 
Ça peut être parce que le nombre d'étapes JMAX est trop petit 
(i . e. que le nombre d'améliorations maximal permis n'est pas 
assez grand pour atteindre la précision voulue). Ou que 
l'ERREUR_ RELATIVE_Mn tolérée est trop petite par rapport aux 
erreurs d'arrondis dûs à l'ordinateur (cause plus probable). */ 
printf('\nL'erreur relative toleree sur l'integrale faite\n') ; 
printf ('par la procedure simpson_ raffinee_ Mn () est trop\n') ; 
printf('petite pour avoir convergence.\n') ; 
exit (1) ; 
return 0.0 ; /* retourner une valeur double bidon car la fonction 
doit retourner quand même un double . */ 
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j************************ ***************************** ******************** 
Cette fonction retourne la Nème valeur raffinée de l'intégrale 
de f(x , T , Rtubes, Nbreparois , theta , eps , sigma) sur [a, bl à partir 
de la (N-l)ème valeur (i.e . à partir de sa valeur précédente) . 
L'intégration est faite par rapport à x, tandis que T, Rtubes , NbreParois, 
theta, eps et sigma sont gardées fixes. La procédure a pour principe 
la règle du trapèze étendu (voir Numerical Recipes) . 
Le premier appel calcule une intégrale 
trapèze sur tout l'intervalle [a, bl . 
grossière: un seul gros 
Les itérations suivantes 
de calculs au résultat N = 2, 3, rajoutent 2 A (N-2) points 
précédent. 
Cette procédure a l'avantage de ne pas "jeter à la poubelle" le 
résultat précédent pour calculer une intégrale plus précise, mais 
d'utiliser le travail déjà fait . 
Appel: integrale = trapeze_etape_N_Bas(f, a, b, N, T, Rtubes , NbreParois , 
theta, eps, sigma); 
f : f(x , T, Rtubes, Nbreparois, theta, eps, sigma) la fonction à intégrer 
par rapport à x . 
a : borne gauche de l'intervalle d'intégration . 
b : borne droite de l'intervalle d'intégration. 
N: indique qu'on est à la Nème étape de "raffinement" . 
x : variable d'intégration. 
T, Rtubes, Nbreparois, theta , eps, sigma : variables gardées fixes 
lors de l'intégration. 
*************************************************************************/ 
#include "traitement . h" 
double trapeze_etape_N_Bas(double (*f) (double x , double T , double* Rtubes, 
int NbreParois , double theta , double eps, double sigma), 
double a, double b, int N, double T , double* Rtubes , 
int Nbreparois , double theta , double eps , double sigma) 
double x, somme , delta; /* somme est la somme de la nouvelle 
serle de points à ajouter. 
delta est l'espace entre 2 de ces points. 
x est la position (abscisse) du point 
intermédiaire qu'on considère. 
*/ 
static double integrale; /* contient présentement la (N-l)ème 
approximation de l'intégrale. (contiendra 
la Nème approximation à la fin de la 
procédure) 
* / 
if (N == 1) 
else 
/* on calcule alors la première approximation très grossière 
donnée par un seul gros trapèze englobant tout l'intervalle 
[a , bl . * / 
integrale = O.5*(b-a)*((*f) (a, T, Rtubes, Nbreparois, theta, eps, sigma) 
+ (*f) (b , T , Rtubes , NbreParois , theta, eps, sigma)) ; 
return integrale; 
/* calculer la Nème approximation à partir de l'approximation 
précédente . * / 
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delta (fabs(b - a)) / pow(2 . 0, N-2) ; 
x = a + delta / 2; / * la position du premier point intermédiaire 
à ajouter. */ 
/* additionner les valeurs de la fonction f prises aux points 
intermédiaires x[j] = x + (j-1)*delta . j allant de 1 à 2 A (N-2). */ 
somme = 0 . 0 ; 
for (int j = 1 ; j <= ((int) pow(2 . 0 , N-2)) ; j++) 
somme somme + (*f) (x , T , Rtubes , NbreParois , theta , eps , sigma); 
x = x + delta; / * passer au prochain po i nt intermédiaire . * / 
/ * calculer la Nème approximation de l'intégrale à partir 
de la (N-1)ème approximation. * / 
integrale = 0 . 5*(integrale + delta*somme) ; 
return integrale; 
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/************************************************************************* 
Cette fonction retourne la Nème valeur raffinée de l'intégrale 
de f(x, y , n) sur [a, b] à partir de la (N-l)ème valeur (i.e. 
à partir de sa valeur précédente . L'intégration est faite par 
rapport à x , tandis que y et n sont gardées fixes. La procédure 
a pour principe la règle du trapèze étendu (voi r Numerical Recipes) 
Le premier appel calcule une intégrale 
trapèze dur tout l'intervalle [a , b]. 
grossière : un seul gros 
Les itérations suivantes 
de calculs au résultat N = 2, 3, rajoutent 2'(N-2) points 
précédent. 
Cette procédure a l'avantage de ne pas "jeter à la poubelle" le 
résultat précédent pour calculer une intégrale plus précise, mais 
d'utiliser le travail déjà fait. 
Appel: integrale = trapeze_ etape_N_Mn(f , a, b , N); 
f: f(x , y , n) la fonction à intégrer par rapport à x . 
a: borne gauche de l'intervalle d'intégration. 
b: borne droite de l'intervalle d'intégration. 
N: indique qu'on est à la Nème étape de "raffinement" . 
x : variable d'intégration . 
y : deuxième variable gardée fixe. 
n : exposant apparaissant dans f (gardé fixe) . 
************************************************************************* / 
#include "traitement . h" 
double trapeze_ etape_N_Mn(double (*f) (double x , double y, int n), 
double a, double b, int N, double y, int n) 
double x, somme, delta; / * somme est la somme de la nouvelle 
série de points à ajouter. 
delta est l 'espace entre 2 de ces points. 
x est la position (abscisse) du point 
intermédiaire qu'on considère. 
* / 
static double integrale; /* contient présentement la (N- l)ème 
approximation de l 'intégrale . (contiendra 
la Nème approximation à la fin de la 
procédure) 
*/ 
if (N == 1) 
else 
/ * on calcule alors la première approximation très grossière 
donnée par un seul gros trapèze englobant tout l'intervalle 
[a, b]. * / 
integrale = O.5*(b-a)*((*f) (a, y, n) + (*f) (b, y, n)) ; 
return integrale; 
/ * calculer la Nème approximation à partir de l'approximation 
précédente. */ 
delta (fabs(b - a))/pow(2.0, N-2); 
x = a + delta/2; / * la position du premier point intermédiaire 
à ajouter . */ 
/* additionner les valeurs de la fonction f prises aux points 
intermédiaires x[j] = x + (j-l)*delta . j allant de 1 à 2'(N-2). */ 
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somme = 0 ; 
for (int j = 1 ; j <= ((int) pow(2 . D, N- 2)); j++) 
somme somme + (*f) (x , y, n) ; 
x = x + delta ; /* passer au prochain point intermédiaire. */ 
/* calculer la Nème approximation de l'intégrale à partir 
de la (N-1)ème approximation. */ 
integrale = D. 5*(integrale + delta*somme) ; 




Fonction : liberermatrice() 
Cette fonction libère la mémoire d'une matrice à 2 dimensions contenant 
les points (X , Y) 
Appel : liberermatrice(matrice); 
matrice : la matrice[2] [nbrePts dans les vecteurs X et y] à libérer 
************************************************************************ / 
#include "traitement.h" 
void liberermatrice(double** matrice) 
/* libérer les 2 lignes */ 
free(matrice[l -1]) 
free(matrice[2 -1]) ; 
/ * libérer la matrice contenant l'adresse des 2 lignes déjà 
libérées * / 
free(matrice) ; 
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/********************** * ***************************************** 
Fichier d'en-tête traitement . h 
Contient les l i brairies , les constantes et les déclarations 
(i . e les prototypes) de fonctions. 
***************************** * **********************************/ 
#ifndef TRAITEMENT_ H 
#define TRAI TEMENT_H 
#inc l ude <stdio.h> 
#inc l ude <math.h> 
#include <stdl ib.h> 
#include <t i me . h> 
#include <string.h> 
#include <iostream . h> 
/* Sert à éviter l'inclusion multiple de 
traitement . h */ 
/* Je dois utiliser la fonction 
"cin » " à cause du bogue avec 
scanf() lorsqu'on veut lire un 
char sur le clavier. 
*/ 
/* Fichiers d'en-tête des modules servant à calculer 
les fonctions M(x , n) et l'intégrale double d'une 
fonction f(x, y) sur une région A du plan XY. */ 
#include "Mn . h" 
#include "trapeze_ 2D . h" 
/* Définition de constantes symboliques servant au 
calcul du Bas d'un bundle de SWNT. */ 
#define PI 3 . 141592653589793238462643383279502884197 
#define THETA 0 . 38 
#define k 1.0 
/* Angstrom A - 2 
Densité surfacique des atomes sur les parois 
des nanotubes SWNT du bundle. */ 
/* constante de Boltzmann ( = 1 lorsque 
les énergies sont exprimées en K) . 
*/ 
#define DI STANCE_ REDUITE_ EXCLUSION 0.40 
/* distance (réduite) minimale d'une des 
parois des nanotubes. À l' i ntérieur de 
cette distance d'exclusion , le potentiel 
est considéré comme infini et 
f = exp (-V/kT) - 1 ====> -1 . Cette 
distance d'exclusion est nécessaire car 
la procédure M(x , n) ne converge pas bien 
pour lx - 11 < 1e-4 . 
*/ 
#define T_ MAX_ REDUITE_ DIST EXCLUSION 176.863 
/* Température (réduite) maximale pour 
que la distance d'exclusion précédente 
demeure valide. Si la T est plus 
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grande, la distance d ' exclusion devrait 
être réduite (en gardant la condition 
que lx - 1 1 > 1e-4). */ 
/ * Rayon (réduit, i.e . R/sigma) minima l 
des nanotubes du bundle pour que la 
distance d'exclusion précédente demeure 
valide (i . e . assez petite). */ 
/* La distance (mesurées en sigma) 
à partir des parois des SWNT les plus 
externes du bundle où on considère 
que l'adsorption fini. 
*/ 
/ * constante permettant d'imprimer le 
nombre de Bas de la matriceBas qui ont 
déjà été calculés à un instant donné , 
afin de pouvoir suivre la progression 
du très long calcul à l'écran. 
( = 1 pour l'imprimer , = 0 pour ne pas 
l'imprimer). */ 
/* fonction servant au calcul de V(r , R), le 
potentiel d'un nanotube à paroi simple (SWNT). */ 
double potentiel_SWNT(double r, double R, double theta , 
double eps , double sigma) ; 
/* fonctions servant à la partie principale du programme : 
le calcul des Bas . */ 
double** GenererReseau(double d, int N_reseau, double *R_reseau); 
void Fixer_ ctes_integrand_Bas(double T_, double R_, 
double** MatriceReseau_, int N_ reseau_ , 
int flag_ fermer_, double theta_ , 
double eps_, double sigma_ ) ; 
double integrand_ Bas(double x, double y) ; 
void Fixer_R_cercle(double R_cercle_ ) ; 
double frontiere_ demi_ cercle_gauche(double y) ; 
double frontiere_demi_cercle_ droit(double y); 
double Bas_ bundle_ SWNT(double T, double R, double L, 
double** MatriceReseau, int N_reseau , 
double R_reseau , int flag_fermer, 
double theta, double eps , double sigma); 
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/* Autres fonctions accessoi res servant à faire d'autres 
tâches connexes qui sont utiles au programme , mais qui 
n'interviennent pas d i rectement dans le calcul des Bas . */ 
void ImprimerReseau(double** Mat r iceReseau , int N_ reseau , double d , 
double R_ reseau, int flag_reseau_variable) ; 
double** matrice_Bas(double x_min , double x_max , int Nbre_ x , 
double T , doub l e R, double** MatriceReseau , 
double R_ reseau , int N_ reseau, double L, 
double theta , double eps, double sigma , 
int T_ou_ R_ ou_ d , int flag_ fermer) ; 
void Ecrire_ Bas(double** matr i ceBas , int Nbre_ x , double T , 
double R, double d , double R_ reseau , int N_ reseau , 
double L , doub l e theta , double eps , double sigma , 
int T_ou_ R_ ou_ d , int flag_ fermer) ; 




Programme : Bas bundle SWNT 
Ce programme calcule le second coefficient du viriel Bas pour 
l'adsorption d'un gaz (qui est considéré monoatomique) sur un 
bundle de N_ reseau nanotubes à parois simples (SWNT ) de 
longueur L et de rayon R, dont les centres sont situés sur un 
réseau hexagonal de pas d . Les nanotubes peuvent avoir les 
extrémi t és OUVERTES ou FERMÉES . 
L'usager commence par dire si l es nanotubes sont OUVERTS ou 
FERMÉS aux extrémités. Ensuite, il entre l es paramètres de 
Lennard-Jones epsi l on , sigma, la longueur L des nanotubes , 
le nombre de nanotubes N_reseau formant le bundle , leur rayon 
R, la distance d entre les centres des nanotubes , et l a 
température. 
On peut calculer Bas pour un seul pas du réseau d , 
ou pour une série de pas du réseau compris entre d_min et d_ max . 
On peut également calculer Bas pour une seule température ou pour 
une série de températures comprises entre T_ min et T_ max . Auss i, 
on peut cal culer Bas pour un seul rayon R, ou pour une série de 
rayons compris entre R_min et R_max . 
Appel: Bas bundle SWNT 
****************************************************************/ 
/*************************************************************** 
NOTE IMPORTANTE SUR L'INDIÇAGE DES VECTEURS ET MATRICES: 
Je préfère compter les indices à partir de 1 , mais 
le C compte à partir de o. Je fais donc toujours une 
correction systématique de -1 aux indices des vecteurs 
et matrices . 
*************************************************************** * / 
#include 'traitement . h' 
int main (void) 
printf('Ce programme calcule le second coeffic i ent du virie1\n') ; 
printf('Bas pour l'adsorption sur un bundl e de nanotubes\n') ; 
printf('de carbone OUVERTS ou FERMES a paro i s simples (SWNT)\n\n') ; 
char input_ flag_ fermer ; 
int f l ag_fermer = 0 ; 
printf('Les nanotubes sont-ils ouverts ou fermes? (ouverts = 0 ; fermes 
cin » input_ f1ag_ fermer ; 
if ( (input_ flag_ fermer == 'f') Il (input_ flag_ fermer == 'F') 
flag_ fermer = 1 ; 
printf('\nEntree des parametres de Lennard-Jones , de la\n') ; 
printf('longueur des nanotubes , du nombre de nanotubes formant\n') ; 
printf(' l e bundle, du rayon de leur parois , du pas du reseau de\n') ; 
printf('nanotubes , et des temperatures ou on calcule le second\n'); 
printf('coefficient du virie l Bas\n\n'); 
printf(' (Pour avoir la courbe un i verselle de Bas/(L *sigma A 2)\n') ; 
printf ('versus kT/Es' , ou versus R/sigma , ou versus d/sigma , \n') ; 
printf('poser L = 1 , sigma = 1, epsilon = k/(Pi*theta) = %. 151g\n' , 
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f) Il) ; 
kl (P I*THETA) ) ; 
printf("Ici, Es' = Pi*theta*epsilon*sigma'2)\n\n") ; 
double eps ; 
printf("epsilon (K) ") ; 
scanf("%lf" , &eps) ; 
double sigma ; 
printf ( "sigma (Angstrom) ") ; 
scanf("%lf", &sigma) ; 
double L ; 
printf ("Longueur des nanotubes (Angstrom) ") ; 
scanf("%lf" , &L) ; 
int N_reseau ; 
printf("Nombre de nanotubes formant le bundle ") ; 
scanf ( " %d" , &N_reseau) ; 
char SerieDeT, SerieDeR, SerieDed; 
1* variables disant si on 
fait le calcul pour une série 
de T , une série de R, ou une 
série de d. 
*1 
printf("\nVoulez-vous calcu l er Bas pour une serie de\n") ; 
printf ( "temperatures (o/N)? ") ; 
cin » SerieDeT; 
1* ON N'A PAS PU UTILISER scanf() 
ICI . Il Y a un BOGUE inexpliqué 
quand on l'utilise! 
*1 
if ((SerieDeT == '0') Il (SerieDeT 
double T_min, T_max ; 
int Nbre_ T ; 
double T = 0 . 0, R , d, R_ reseau ; 
int T_ou_R_ou_d = 1; 
int flag_ reseau_variable = 0 ; 
'0') ) 
1* car T est le paramètre variable et qu'alors 
les centres des SWNTs sont gardés fixes . *1 
printf("Entrez le rayon R des nanotubes du bundle (angstrom) : \n") ; 
printf ("R = ") ; 
scanf("%lf" , &R) ; 
printf("Entrez la distance entre les centres des nanotubes : \n") ; 
printf("d (angstrom) = ") ; 
scanf("%lf" , &d) ; 
if ((N_reseau > 1) && (d < 2*R)) 
printf("\nVous avez entrer des dimensions inconsistantes\n") ; 
exit (1) ; 
printf (" Entrez la temperature minimale (K) : \nT_min ") ; 
scanf ( "%lf", &T_min) ; 
printf("Entrez la temperature maximale (K) : \ nT_max ") ; 
scanf (" %lf" , &T_max); 
printf("Entrez le nombre de temperatures ou on calcule Bas:\nNbre_T ") ; 
scanf ( " %d", &Nbre_T ) ; 
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1* Calculer la matrice MatriceReseau contenant les 
positions des points du réseau de pas d, constitué 
des centres des SWNTs du bundle. *1 
double** MatriceReseau = GenererReseau(d, N_reseau, &R_reseau) ; 
1* Mettre les points du réseau (qui sont gardés fixes) 
dans un fichier. *1 
ImprimerReseau(MatriceReseau , N_ reseau , d , R_ reseau , 
flag_ reseau_variable) ; 
1* Calculer la matriceBas contenant les Bas calculés 
aux différentes températures (pour un bundle de SWNTs 
OUVERTS ou FERMÉS aux extrémités) . 
(le paramètre T apparaissant dans les procédures 
matrice_Bas() et Ecrire_ Bas() est bidon) . *1 
double** matriceBas = matrice_ Bas (T_ min , T_ max, Nbre_T, 
T , R, MatriceReseau , R_ reseau , 
N_reseau , L , THETA , eps , sigma, 
T_ou_ R_ou_d , flag_ fermer); 
1* Imprimer la matriceBas dans un fichier . *1 
Ecrire_Bas (matriceBas , Nbre_T, T, R, d, R_reseau , 
N_reseau, L , THETA , eps, sigma, T_ou_R_ou_ d, 
flag_ fermer) ; 
1* libérer la mémoire de la MatriceReseau et de 




printf("\nVoulez-vous calculer Bas pour une serie de\n"); 
printf ( "rayons des SWNTs du bundle (O/N)? "); 
cin » SerieDeR; 
if ( (SerieDeR --
double R _min , 
int Nbre _R ; 
'0' ) Il 
R _max; 
1* ON N'A PAS PU UTILISER scanf() 
ICI. Il Y a un BOGUE inexpliqué 
quand on l'utilise! 
*1 
(SerieDeR '0') ) 
double T , R = 0.0, d , R _ reseau ; 
int T_ ou_ R_ou_d = 2 ; 
int flag_ reseau_variable = 0 ; 
1* car R est le paramètre variable et qu'alors 
les centres des SWNTs sont gardés fixes. *1 
printf("Entrez la temperature de l'adsorbat (K) : \n") ; 
printf ("T = "); 
scanf("%lf" , &T) ; 
printf("Entrez la distance entre les centres des nanotubes : \n") ; 
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else 
print f ('d (angstrom) = ') ; 
scanf('%lf' , &d) ; 
printf('Entrez le rayon mi nimal des SWNTs (angstrom) : \nR_min ') ; 
scanf (' %If' , &R_min) ; 
printf('Entrez le rayon maximal des SWNTs (angstrom) :\nR_max '); 
scanf ( '%lf' , &R_max) ; 
if ((N_ reseau > 1) && ((d < 2*R_max) Il (d < 2*R_min))) 
printf('\nVous avez entrer des d i mensions inconsistantes\n') ; 
exit (1) ; 
printf('Entrez le nombre de rayons ou on calcule Bas:\nNbre_ R ') ; 
scanf ( '%d' , &Nbre_R) ; 
/* Calculer la matrice MatriceReseau contenant les 
positions des points du réseau de pas d , constitué 
des centres des SWNTs du bundle . */ 
double** MatriceReseau = GenererReseau(d , N_ reseau , &R_ reseau) ; 
/* Mettre les points du réseau (qui sont gardés fixes) 
dans un fichier. */ 
ImprimerReseau(MatriceReseau , N_reseau , d , R_ reseau , 
flag_ reseau_variable) ; 
/* Calculer la matriceBas contenant les Bas calcu l és 
pour les différents rayons des SWNTs du bundle. 
(le paramètre R apparaissant dans les procédures 
matrice_ Bas() et Ecrire_Bas() est bidon). */ 
double** matriceBas = matrice_Bas (R_min , R_max , Nbre_ R, 
T , R, MatriceReseau , R_ reseau , 
N_ reseau, L , THETA , eps, sigma, 
T_ou_R_ ou_ d , flag_ fermer) ; 
/* Imprimer la matriceBas dans un fichier. */ 
Ecr i re_ Bas (matriceBas , Nbre_ R, T, R, d, R_ reseau , 
N_reseau, L , THETA, eps , sigma , T_ou_R_ou_ d , 
flag_fermer) ; 
/* libérer la mémoire de la MatriceReseau et de 
la matriceBas avant de quitter le bloc . */ 
l iberermatrice(MatriceReseau) ; 
liberermatrice(matriceBas) ; 
printf('\nVoulez-vous calculer Bas pour une serie de\n') ; 
printf('distances d entre les centres des nanotubes\n'); 
printf (' (SWNTs) du bundle (O/N)? ') ; 
cin » SerieDed ; 
/* ON N'A PAS PU UTILISER scanf() 
ICI . Il Y a un BOGUE inexpliqué 
quand on l'utilise ! 
*/ 
if ((SerieDed == '0') Il (SerieDed '0') ) 
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int Nbre_ d; 
double T, R, d = 0.0, R_reseau 0.0; 
int T_ ou_ R_ ou_ d = 3; 
int flag_reseau_variable = 1; 
/* car d est le paramètre variable et qu'alors 
les centres des SWNTs sont à espacement 
variable. */ 
printf("Entrez la temperature de l'adsorbat (K) : \n") ; 
printf ("T = ") ; 
scanf("%lf" , &T) ; 
printf("Entrez le rayon R des nanotubes du bundle (angstrom) :\n"); 
printf ("R = "); 
scanf("%lf" , &R) ; 
printf("Entrez la distance minimale entre les centres des SWNTs:\n"); 
printf("d_min (angstrom) = ") ; 
scanf ( "%lf" , &d_ min) ; 
printf("Entrez la distance maximale entre les centres des SWNTs:\n") ; 
printf ("d_max (angstrom) = ") ; 
scanf ( "%lf", &d_max) ; 
if ((N_ reseau > 1) && ((d_min < 2*R) Il (d_max < 2*R))) 
printf("\nVous avez entrer des dimensions inconsistantes\n"); 
exit (1) ; 
printf("Entrez le nombre de distances d ou on calcule Bas:\n"); 
printf ("Nbre_ d = "); 
scanf ( "%d" , &Nbre_ d); 
/* Déclarer une MatriceReseau bidon, puisque le réseau 
est variable , et que sa matrice est calculée dans la 
procédure matrice_ Bas() dans ce cas. */ 
double** MatriceReseau = NULL ; 
/* Faire une tentative vaine d'imprimer le réseau. */ 
ImprimerReseau(MatriceReseau, N_reseau , d , R_reseau, 
flag_reseau_variable) ; 
/* Calculer la matriceBas contenant les Bas calculés 
pour les différents pas d du réseau. 
(les paramètres d , MatriceReseau et R_ reseau 
apparaissant dans les procédures matrice_ Bas() et 
Ecrire_ Bas() sont alors bidons) . */ 
double** matriceBas = matrice_Bas (d_min , d_max , Nbre_ d, 
T, R, MatriceReseau , R_ reseau , 
N_ reseau , L , THETA , eps , sigma, 
T_ ou_R_ ou_ d , flag_ fermer); 
/* Imprimer la matriceBas dans un fichier . */ 
Ecrire_ Bas (matriceBas , Nbre_ d , T, R, d, R_reseau, 
N_reseau , L , THETA , eps , sigma, T_ou_R_ou_d, 
flag_ fermer) ; 
/* l ibérer la mémoire de la matriceBas avant 




/* Si SerieDeT , SerieDeR et SerieDed ont tous reçu 
la valeur "non" , on calcule la valeur de Bas 
correspondant à la température , au rayon des SWNTs 
et au pas d du réseau donnés par l'usager. */ 
double T , R, d, R_ reseau ; 
int f l ag_ reseau_variable = 0 ; 
/* car les centres des SWNTs ont un 
espacement fixé par l'usager . */ 
printf("Entrez la temperature de l'adsorbat (K) : \n") ; 
printf("T = ") ; 
scanf("%lf' , &T) ; 
printf('Entrez le rayon R des nanotubes du bundle (angstrom) :\n'); 
printf ( "R = '); 
scanf('%lf' , &R) ; 
printf("Entrez la distance entre les centres des nanotubes : \n") ; 
printf('d (angstrom) = "); 
scanf('%lf ", &d) ; 
if ((N_ reseau > 1) && (d < 2*R)) 
printf("\nVous avez entrer des dimensions inconsistantes\n') ; 
exit (1) ; 
/* Calculer la matrice MatriceReseau contenant les 
positions des points du réseau de pas d, constitué 
des centres des SWNTs du bundle . */ 
double** MatriceReseau = GenererReseau(d, N_ reseau , &R_ reseau) ; 
/* Mettre les points du réseau (qui sont gardés fixes) 
dans un fichier . */ 
ImprimerReseau(MatriceReseau , N_ reseau, d , R_ reseau , 
flag_reseau_variable) ; 
/* Calculer la valeur de Bas demandée par l'usager 
(pour T , R, d donnés) et l 'impr i mer à l'écran. */ 
Bas_ bundle_ SWNT(T, R, L, MatriceReseau, 
N_ reseau, R_ reseau , flag_ fermer, 
THETA , eps, sigma); 
printf('\nBas (angstrom A 3) = %. 6lg\n", Bas_ bundle_SWNTs); 
/* libérer la mémoire de l a MatriceReseau avant 
de quitter le bloc . */ 
liberermatrice(MatriceReseau) ; 
/* Avertir l'utilisateur que le programme à terminé tous les calculs 
(après un temps qui peut être pas mal long .. . ) 
*/ 
for (int i = 1 ; i <= 4 ; i++) { 
time_ t temps = time(NULL) ; 
for ( ; ; ) { 
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/* Attendre 1 seconde entre les "bips" . */ 







Cette fonction calcule le second coefficient du viriel Bas pour 
l'adsorption d'un gaz (considéré monoatomique) sur un bundle de 
nanotubes OUVERTS ou FERMÉS à parois simples (SWNTs) . 
Elle calcule Bas en effectuant l'intégrale de (exp (-V_ total/kT) - 1) 
sur tout l'espace où on considère qu'il y a de l'adsorption. 
Appel : Bas = Bas_ bundle_SWNT(T , R, L , MatriceReseau, N_reseau, 
R_ reseau , flag_ fermer , theta, eps , 
sigma) ; 
Bas : le second coefficient du viriel pour le bundle 
de SWNTs OUVERTS ou FERMÉS . 
T: température du gaz (en K) . 
R: rayon des nanotubes SWNT du bundle (en Angstrom) 
L: longueur des nanotubes SWNT formant le bundle 
(en Angstrom) . 
MatriceReseau: matrice contenant les points du réseau (centres 
des nanotubes) . 
N_ reseau: le nombre de points du réseau . 
R_ reseau: le rayon du plus petit cercle englobant tous les 
points du réseau. 
flag_ fermer : flag disant si les nanotubes à parois simples 
du bundle sont OUVERTS ou FERMÉS. 
theta: densité surfacique des atomes de C sur les 
parois des nanotubes SWNT du bundle. 
constante d'énergie du potentiel de 
Lennard-Jones. 
eps : 
sigma: rayon caractéristique du potentiel de 
Lennard-Jones entre un atome de C et une 
molécule d'adsorbat. 
*********************************************************************/ 
#include "traitement . h" 
double Bas_bundle_ SWNT(double T , double R, double L, 
double** MatriceReseau , int N_ reseau , 
double R_reseau, int flag_ fermer , 
double theta , double eps, double sigma) 
/* Commencer par s'assurer que la température et le rayon 
des nanotubes du bundle pour lesquels on calcule Bas soient 
dans les plages de valeurs permises pour que la distance 
d'exclusion demeure valide. */ 
if ((T > T_MAX_ REDUITE_ DIST_ EXCLUSION * (PI*THETA*eps*sigma*sigma)) 
1 1 (R < R_ MIN_ REDUIT_ DIST_EXCLUSION * sigma)) { 
printf("\nSoit que la temperature ou on calcule Bas est trop\n"); 
printf("elevee ou que le rayon des nanotubes du bundle est\n"); 
printf("trop petit pour que la distance d'exclusion demeure\n") ; 
printf("valide. Reduisez la DISTANCE_REDUITE_EXCLUSION . \n") ; 
exit (1) ; 
/* On calcule le rayon du cercle de rayon R_cercle entourant 
le bundle de SWNTs. */ 
double R_ cercle 
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/* Fixer les constantes apparaissant dans l 'integrand_Bas() et 
le rayon R_ cercle appara i ssant dans les fonctions frontieres 
défini ssant le cercle . Ces constantes sont maintenues fixes 
lors de l'intégration calculant la contribution au Bas de l a 
région c i rculaire centrale . */ 
Fixer_ctes_ integrand_ Bas(T , R, MatriceReseau , N_ reseau , 
flag_fermer , theta , eps , sigma) ; 
/* Ca l culer la contribution au Bas due au cercle de rayon 
R_ cercle entourant le bundle. */ 
double Bas du au_centre = L * trapeze_ 2D(&integrand_ Bas , 
&frontiere_ demi_ cercle_ gauche , 
&frontiere_ demi_ cercle_ droit , -R_cercle , R_ cerc l e) ; 
/* Retourner l a valeur tota l e du Bas pour le bundle de SWNTs 




Fonction : integrand_Bas() 
Cette fonction calcule l'intégrand (= exp (-V_total/kT) - 1) qui 
entre dans le calcul du second coefficient du viriel Bas pour 
un bundle de SWNTs OUVERTS ou FERMÉS à leurs extrémités . Cet 
intégrand devient -1 lorsque l'on se situe très près d ' une des 
parois d'un des nanotubes . Il devient 0 l orsque l'on se situe à 
l ' i ntér i eur d'un nanotube FERMÉ (i . e . que l'on a un bundle de 
SWNT FERMÉS à leurs extrémités). Il ne restera alors plus 
qu'à calculer son intégrale double sur tout le plan XY pour 
avoir le second coefficient du viriel Bas d'un bundl e de 
nanotubes OUVERTS ou FERMÉS. 
Appel : integrand = i ntegrand_ Bas(x , y); 
integrand: 
(x , y) : 
= exp (-V_ total/kT) - 1, entrant dans l'intégrale du 
Bas d'un bundle de SWNT . 
Position du point où on calcule la valeur de 
l 'intégrand . 
Les autres paramètres , qui sont gardés fixes lors de l'intégration 
sur le plan XY, seront fixés par une autre fonction: 
Fixer_ ctes_ integrand_Bas() . 
Appel : Fixer_ ctes_ integrand_ Bas(T , R, MatriceReseau, N_reseau , 









température du gaz (en K) . 
rayon des nanotubes SWNT du bundle (en Angstrom) 
matrice contenant les points du réseau (centres 
des nanotubes) . 
le nombre de points du réseau . 
flag disant si les nanotubes à parois simples 
du bundl e sont OUVERTS ou FERMÉS 
dens i té surfacique des atomes de C sur les 
parois des nanotubes SWNT du bundle . 
constante d'énergie du potentiel de 
Lennard-Jones . 
rayon caractérist i que du potentiel de 
Lennard-Jones entre un atome de C et une 
molécule d'adsorbat . 
******************************* * ********************************/ 
#include 'traitement . h' 
/* Variables externes , mais qui restent déf i nies seulement à 
l'intér i eur de ce fichier source. Ces variables apparaissent 
dans l'integrand_ Bas comme des constantes lors de l'intégration 
sur le plan XY. */ 
static double T , R, theta, eps , sigma ; 
static int N_ reseau , flag_ fermer ; 
static double** MatriceReseau ; 
double integrand_ Bas(doubl e x , double y) 
/* Pour une position (x , y) donnée , scanner tous les nanotubes pour 
voir si (x , y) est à l'intérieur d'un nanotube FERMÉ ou si (x , y) 
est très près d'une paroi d'un des nanotubes (i.e . que (x , y) est à 
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l'intérieur de la 'distance d'exclusion' o~ on considère que 
exp (-V_total/kT) ---> 0) . */ 
for (int j = 1 ; j <= N_reseau ; j++) 
/* position du point du réseau considéré : */ 
double Xj 
double Yj 
Matr i ceReseau[l -1] [j -1] ; 
MatriceReseau [2 - 1] [ j - 1] ; 
/* Distance entre (x , y) et le point 'j' du réseau considéré 
(centre du nanotube) . */ 
double r = sqrt((x - xj)*(x - Xj) + (y - Yj)*(y - Yj)) ; 
if ((r < R) && (flag_ fermer ! = 0)) 
/* Le point (x, y) est a l ors à l'intér i eur d'un SWNT 
FERMÉ. */ 
return 0 . 0 ; 
i f (fabs(r - R) < DISTANCE_ REDUITE_ EXCLUSION * sigma) 
/* Le point (x, y) est alors très près de la paroi 
du nanotube j . */ 
return -1 . 0 ; 
/* Si on est rendu ic i, c'est que le point (x , y) considéré 
est ni dans un SWNT fermé , ni trop près de la paroi d'un des 
nanotubes . L 'integrand_ Bas sera alors ca l culé au moyen de sa 
forme exacte : exp (-V_ total/kT) - 1 . */ 
double V_ total = 0 ; 
for (j = 1 ; j <= N_ reseau ; j++) 
/* Pos i tion du point d u réseau considéré : */ 
doubl e Xj 
doub l e Yj 
Mat r iceReseau [l -1] [j - 1 ] ; 
MatriceReseau[2 -1] [ j - 1] ; 
/* Distance entre (x , y) et le point 'j' du réseau considéré 
(centre du nano t ube) . * / 
double r = sqrt((x - xj)*(x - Xj) + (y - Yj)*(y - Yj)) ; 
/* Addit i on de la contribution du potentie l du nanotube j 
au poten tie l total au po i nt (x , y) . */ 
V_ total V_ tota l + potentiel_ SWNT(r , R, theta , eps , sigma) ; 
/* Retourner la valeur de l ' integrand_ Bas au point (x , y) 
considéré . */ 
r eturn (exp(-V_ tota l /(k*T)) - 1.0) ; 
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void Fixer_ ctes_integrand_ Bas(double T_, double R_, 
double** MatriceReseau_, int N_ reseau_ , 
int flag_ fermer_ , double theta_, 
double eps_ , double sigma_ ) 
/* Fonction servant à fixer les constantes apparaissant dans 
la fonction integrand_ Bas() et qui sont gardées fixes l ors de 
l'intégration sur le plan XY. */ 
T = T_; 
R = R_ ; 
MatriceReseau = MatriceReseau_; 
N_ reseau = N_ reseau_ ; 
flag_ fermer = flag_fermer_ ; 
theta = theta_ ; 
eps = eps_; 
sigma = sigma_ ; 
204 
frontieres_ demi_ cercle.cpp 
/***************************************************************** 
Fonctions: frontiere_ demi_cercle_ gauche() 
frontiere_demi_cercle_ droit() 
Ces fonctions décrivent les parties gauche et droite du cercle 
qui englobe tout le bundle de nanotubes à parois simples . 
Le cercle a un rayon R_ cercle. R_ cercle doit être pris 
infiniment grand en théorie , puisque l'adsorption a lieu dans 
tout l'espace entourant le bundle . Mais en pratique, R_cercle 




frontiere_ demi_ cercle_ droit(y) 
x: variable sur laquelle a lieu l'intégration interne. 
y : variable variant de -R_cercle à +R_ cercle et sur laquelle 
a lieu l'intégration externe . (y est maintenu fixe 
lors de l'intégration interne) . 
Le rayon R_cercle du cercle à l'intérieur duquel on intègre 
(exp (-V_total/kT) - 1) et qui est gardé fixe lors de 
l'intégration, sera fixé par une autre procédure 
Fixer_R_cercle() 
R_ cercle: le rayon du cercle qui englobe tout le bundle de 
nanotubes et sur lequel on effectue l'intégration 




static double R_ cercle ; /* Variable externe, mais qui reste 
définie seulement à l'intérieur de ce 
fichier source. */ 
double frontiere_ demi_ cercle_ gauche(double y) 
return -sqrt(R_ cercle*R_cercle - y*y); 
double frontiere_ demi_ cercle_ droit(double y) 
return sqrt(R_ cercle*R_cercle - y*y); 
/* Fonction servant à fixer la constante R_cercle 
apparaissant dans les fonctions 
frontiere_demi_ cercle_ gauche(y) et 
frontiere_ demi_ cercle_ droit(y) et qui demeure fixée 
lors de l'intégration sur la région circulaire englobant 
le bundle. */ 
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/**************************************************************** 
Fichier d'en-tête trapeze_2D . h 
Contient les prototypes des fonctions, les fichier d'en-tête 
des librairies, et les définitions des constantes utilisées 
exclusivement par la fonction trapeze_ 2D() (servant à 
effectuer l'intégrale double d'une fonction f(x , y) sur une 
région A du plan XY) . 
****************************************************************/ 
# i nclude <stdio.h> 
#include <math.h> 
#include <stdlib.h> 
/* Sert à éviter l'inclusion multiple 
de trapeze_2D . h */ 
#define ERREUR RELATIVE_ TRAPEZE_INTERNE 1e-3 
/* erreur (relative) tolérée sur le résultat 
de l'intégrale "interne" calculée , par rapport 
à la variable x , avec la méthode du 
trapèze . */ 
#define ERREUR RELATIVE_ TRAPEZE_EXTERNE 1e-2 
/* erreur (relative) tolérée sur le résultat 
de l'intégrale "externe" calculée, par rapport 
à la variable y , avec la méthode du 
trapèze. */ 
#define N_MAX __ TRAP INTERNE 40 
/ * Le rang MAXIMAL pour la dernière intégrale 
du trapèze (de l'intégration interne , par 
rapport à x) calculée . Il est tel que 
2 ' N_MAX __ TRAP_ INTERNE est le nombre MAXIMAL de 
sous-intervalles qu ' on peut avoir pour 
faire l'intégration. */ 
#define N MAX __ TRAP_ EXTERNE 25 
/ * Le rang MAXIMAL pour la dernière intégrale 
du trapèze (de l'intégration externe , par 
rapport à y) calculée . Il est tel que 
2 ' N_MAX __ TRAP_ EXTERNE est le nombre MAXIMAL de 
sous-intervalles qu'on peut avoir pour 
faire l'intégration. */ 
/* Constante de déboguage permettant d'imprimer 
les résultats intermédiaires de l'intégration 
interne sur la variable x, si désiré par le 
programmeur (1 : les imprimer ; 0 : ne pas les 
imprimer) . * / 
/ * Constante de déboguage permettant d'imprimer 
les résultats intermédiaires de l'intégration 
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externe sur la variable y , si désiré par le 
programmeur (1 : les imprimer; 0: ne pas les 
imprimer) . */ 
/ * Prototype des fonctions servant à effectuer l'intégrale 
double de f(x , y) sur A. */ 
double trapeze_2D_interne(double (*f) (double x , double y) , 
double a , double b , double y); 
double trapeze_ 2D(double (*f) (double x, double y) , 
double (*frontiere_gauche) (double y) , 
double (*frontiere_ droite) (double y), 
double y_min, double y_max) ; 
#endif 
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/***** * ******** * ************************************************* 
Fonct i on : trapeze_2D() 
Cet t e fonction calcu l e l'intégrale double d'une fonction 
f(x, y) au moyen de 2 règles du trapèze imbriquées , sur 
la région d' i ntégration A. La région d'intégration A est 
spécifiée par les fonctions frontiere_gauche(), 
frontiere_ droite() et les droites y = y_min , y = y_max . 
La procédure commence par calculer un premier estimé de 
l'intégrale (extérieure , sur la variable y), en supposant 
qu'on a un seul gros trapèze sur l 'intervalle d'intégration 
[y_min , y_max]. Puis , lors des approximations suivantes , 
elle divise chacun des sous-intervalles en deux pour 
calculer un nouvel estimé de l'intégrale . La nouvelle 
estimation de l'intégrale est faite au moyen de son 
est i mation précédente , pour ne pas perdre le bénéfice du 
travail déjà fait . 
La fonction continue à calculer les estimés successifs de 
l'intégrale (externe sur y) jusqu'à ce que la préc i sion 
désirée (ERREUR_ RELATIVE_ TRAPEZE_ EXTERNE) soit atteinte 
(ou que l'on ait atteint le rang maximal 
N_ MAX __ TRAP_ EXTERNE de la dernière intégrale du trapèze 
permi se, même si l'on a pas réussi à atteindre la précision 
ERREUR_RELATIVE_TRAPEZE_EXTERNE demandée) . 
Appe l: integrale_2D trapeze_2D(&f , &frontiere_ gauche , 
&frontiere_droite, 
y_min , y_max); 
f: f(x , y) la fonction à intégrer sur la région A. 
frontiere_ gauche : frontiere_ gauche(y) est la 
fonction représentant la frontiere gauche de 
la région A d'intégration . 
frontiere_ droite: frontiere_ droite(y) est la 
fonction représentant la frontiere droite de 
la région A d'intégration. 
y_min : droite inférieure délimitant la région A. 
y_max : droite supérieure délimitant la région A. 
Référence: B. M. Ayyub ; R . H. McCuen ; "Numerical methods for 
Engineers" ; p. 198-201 . 
************************************************************* * / 
#include "trapeze_ 2D.h" 
#define FUNC(y) (trapeze_2D_interne(f, (*frontiere_ gauche) (y), \ 
(*frontiere_droite) (y) , y)) 
/* Macro permettant de simplifier 
l'écriture des appels de fonctions 
dans la procédure . 
FUNC(y) est en fait le résu l tat 
de l'intégrale interne , pour un 
certain y donné . * / 
double trapeze_ 2D(double (*f) (double x, double y) , 
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doub l e (*frontiere_ gauche) (doubl e y) , 
doub l e (*frontiere_ droite) (double y), 
double y_min , double y_max) { 
double new_ trapeze, old_trapeze = 0.0 ; 
/ * variables contenant 
la valeur de l'estimation 
courante et antérieure de 
l'intégrale (externe sur y) , 
obtenues avec la règle du 
trapèze. */ 
/* Calculer les approximations successives de l'intégrale 
(externe , sur y) au moyen de la règle du trapèze , en 
divisant par 2 les sous-intervalles servant à son calcul , 
pour chaque nouvel estimé de son résultat . * / 
if (i 0) 
/* Calculer le premier estimé de l'intégrale (externe , 
sur y) au moyen de la règle du trapèze (obtenu avec 
un seul gros trapèze). */ 
/* Imprimer la valeur courante (intermédiaire) de l 'intégrale , 
si désiré par le programmeur (pour fin de déboguage). */ 
#if PRINT_ INT_EXTERNE 
#endif 
else 
printf("\t\tINTEGRALE EXTERNE[%3d) %-25. 20Ig\n" , i, new_trapeze) ; 
/* La valeur courante de l'intégrale (de rang i) est 
obtenue par une règle du trapèze utilisant 2 A i 
sous-intervalles . Le résultat de la règle du trapèze 
courante (de rang i) peut s ' obtenir en utilisant le 
travail déjà fait pour le calcul de la règle du trapèze 
précédente (de rang i - 1). */ 
/* calcul de la somme de f aux nouveaux points 
ajoutés . * / 
doub l e somme 0; 
for (int k = 1; k <= ((1 « i) - 1); k = k + 2) 
somme 
/ * Où on a utilisé le fait que 2 A i = 1 « i . 
I.e. que dans la représentation binaire 
du nombre 1 , on peut le multiplier par 2 
simplement en lui ajoutant un zéro à sa droite . 
(Ce qui est plus rapide que d'utiliser 
pow ( 2 , i)). * / 
somme + FUNC( y_min + (k*(y_max - y_minll/(l « il l ; 
/* calcul de l'estimé courant (de rang il de l'intégrale: */ 
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new_ trapeze = 0 . 5*old_ trapeze + ((y_max - y_min)/(1 « i))*somme ; 
/* Imprimer la valeur courante (intermédiaire) de l'intégrale, 
si désiré par le programmeur (pour fin de déboguage) . */ 
#if PRINT_INT_EXTERNE 
#endif 
printf (" \ t\ tINTEGRALE EXTERNE [%3d] %-25 . 20Ig\n" , i , new_trapeze); 
/* Si la tolérance en erreur est atteinte , retourner 
la valeur de l'intégrale courante . */ 
if (i > 5) 
/* la condition i > 5 sert à éviter la possibilité 
d'une (fausse) convergence trop hâtive . */ 
if (fabs(new_trapeze - old_trapeze) < ERREUR_RELATIVE_ TRAPEZE_ EXTE 
RNE * fabs(old_ trapeze)) 
1 1 ((new_ trapeze == 0) && (old_trapeze == 0)) 
return new_ trapeze; 
/* La valeur courante (de rang i) de l'intégrale deviendra 
sa valeur antérieure (de rang i - 1) lors de l'itération 
suivante : */ 
/* Fin de la boucle "for" calculant les approximations 
successives de l'intégrale. */ 
/* Si l'on est rendu ici , c'est que l'on a atteint le 
nombre maximal de sous-intervalles de [y_min , y_max] permis, 
sans avoir réussi à rencontrer le critère de convergence . 
Soit que le nombre de sous-intervalles 2 AN_ MAX __ TRAP_ EXTERNE 
est trop petit pour atteindre la précision voulue , ou que 
l'ERREUR_ RELATIVE_TRAPEZE_EXTERNE tolérée est trop petite 
par rapport aux erreurs commises sur l'intégrale interne 
(qui a lieu sur la variable x) . */ 
printf("\nL'erreur relative toleree sur l'integrale externe\n") ; 
printf("faite par la procedure trapeze_ 2D() n'a pas pu\n") ; 
printf("etre atteinte. Modifiez N_ MAX __ TRAP_EXTERNE\n") ; 
printf("et/ou ERREUR_RELATIVE_TRAPEZE_EXTERNE\n"); 
exit (1) ; 
return 0 . 0 ; /* Retourner une valeur double bidon car la 




Cette fonction calcule l'intégrale d'une fonction f(x, y) au 
moyen de la méthode du trapèze (par rapport à x sur 
l'intervalle [a, bl). 
La procédure commence par calculer un premier estimé de 
l'intégrale, en supposant qu'on a un seul gros trapèze sur 
l'intervalle d'intégration [a, bl. Puis, lors des 
approximations suivantes, elle divise chacun des 
sous-intervalles en deux pour calculer un nouvel estimé 
de l'intégrale. La nouvelle estimation de l'intégrale est 
faite au moyen de son estimation précédente , pour ne pas 
perdre le bénéfice du travail déjà fait. 
La fonction continue à calculer les estimés successifs de 
l'intégrale jusqu'à ce que la précision désirée 
(ERREUR_RELATIVE_TRAPEZE_INTERNE) soit atteinte (ou que 
l'on ait atteint le rang maximal N_ MAX __ TRAP_INTERNE 
de la dernière intégrale du trapèze permise , même si l'on 
a pas réussi à atteindre la précision 
ERREUR_RELATIVE_TRAPEZE_INTERNE demandée) . 
Appel : integrale = trapeze_2D_interne(&f, a , b , y) ; 
f : f(x, y) la fonction à intégrer par rapport à x. 
a : borne gauche de l'intervalle d'intégration . 
b : borne droite de l'intervalle d'intégration . 
y: deuxième argument de la fonction ft) et qui est 
gardé fixe lors de l'intégration sur x. 
Référence: B . M. Ayyub; R. H. McCuen; "Numerical methods for 
Engineers" ; p. 198-201. 
**************************************************************/ 
#include "trapeze_2D.h" 
#define FUNC(x, y) ((*f) (x , y)) /* Macro permettant de 
simplifier l'écriture 
des appels de fonctions 
dans la procédure . * / 
double trapeze_ 2D_ interne(double (*f) (double x, double y), 
double a , double b , double y) { 
double new_ trapeze, old_trapeze 0.0 ; 
/ * variables contenant 
la valeur de l ' estimation 
courante et antérieure de 
l'intégrale , obtenues avec 
la règle du trapèze . */ 
/* Calculer les approximations successives de l'intégrale 
au moyen de la règle du trapèze , en divisant par 2 les 
sous-intervalles servant à son c alc ul, pour chaque nouvel 
estimé de son résultat . * / 
for (int i = 0 ; i < = N_MAX __ TRAP_ INTERNE ; i++) 
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if (i == 0) 
/* Calculer le premier estimé de l'intégrale au moyen de la 
règle du trapèze (obtenu avec un seul gros trapèze) . */ 
new_ trapeze = 0 . 5*(b - a)*(FUNC(a , y) + FUNC(b, y)) ; 
/* Imprimer la valeur courante (intermédiaire) de l'intégrale , 
si désiré par le programmeur (pour fin de déboguage) . */ 
#if PRINT_INT_INTERNE 
, y) ; 
#endif 
else 
printf('Integrale interne[%3d] %-25.20lg\t\ty %-lf\n', i, new_trapeze 
/ * La valeur courante de l'intégrale (de rang i ) est 
obtenue par une règle du trapèze utilisant 2 A i 
sous-intervalles . Le résultat de la règle du trapèze 
courante (de rang i) peut s'obtenir en utilisant le 
travail déjà fait pour le calcul de la règle du trapèze 
précédente (de rang i - 1). */ 
/ * calcu l de la somme de f aux nouveaux points 
ajoutés. */ 
double somme 0 ; 
for (int k = 1 ; k <= ((1 « i) - 1); k = k + 2) 
somme 
/* Où on a utilisé le fait que 2 A i = 1 « i. 
I . e . que dans la représentation binaire 
du nombre 1 , on peut le multiplier par 2 
simplement en lui ajoutant un zéro à sa droite . 
(Ce qui est plus rapide que d'utiliser 
pow ( 2 , i)) . * / 
somme + FUNC( a + (k*(b - a))/(1 « i) , y ) ; 
/ * calcul de l 'estimé courant (de rang i) de l'intégrale: */ 
new_ trapeze = 0 . 5*old_trapeze + ((b - a)/(1 « i))*somme; 
/ * Imprimer la valeur courante (intermédiaire) de l'intégrale, 
si désiré par le programmeur (pour fin de déboguage) . */ 
#if PRINT_INT_ INTERNE 
, y); 
#endif 
printf('Integrale interne[%3d] %-25 . 20lg\t\ty %-lf\n', i , new_ trapeze 
/* Si la tolérance en erreur est atteinte, retourner 
la valeur de l'intégrale courante. * / 
if (i > 5) 
/ * la condition i > 5 sert à éviter la possibilité 
d'une (fausse) convergence trop hâtive. */ 
if (fabs(new_ trapeze - old_trapeze) < ERREUR_ RELATIVE TRAPEZE INTE 
RNE * fabs(old_trapeze)) 
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Il ((new_trapeze == 0) && (old_trapeze 0)) 
return new_ trapeze ; 
/* La valeur courante (de rang i) de l'intégrale deviendra 
sa valeur antérieure (de rang i - 1) lors de l'itération 
suivante: */ 
/* Fin de la boucle "for" calculant les approximations 
successives de l'intégrale. */ 
/* Si l'on est rendu ici , c'est que l'on a atteint le 
nombre maximal de sous-intervalles de [a , b l permis, 
sans avoir réussi à rencontrer le critère de convergence. 
Soit que le nombre de sous-intervalles 2 AN_ MAX __ TRAP_INTERNE 
est trop petit pour atteindre la précision voulue , ou que 
l'ERREUR_RELATIVE_TRAPEZE_ INTERNE tolérée est trop petite 
par rapport aux erreurs d'arrondis dûs à l'ordinateur . */ 
printf("\nL'erreur relative toleree sur l'integrale faite\n"); 
printf("par la procedure trapeze_ 2D_ interne() n'a pas pu\n") ; 
printf("etre atteinte . Modifiez N_MAX __ TRAP_INTERNE\n"); 
printf("et/ou ERREUR_RELATIVE_ TRAPEZE_ INTERNE\n"); 
exit (1) ; 
return 0.0; /* Retourner une valeur double bidon car la 
procédure doit quand même retourner un double. */ 
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/************************************************************************* 
Fonction : potentiel_SWNT() 
Cette fonction calcule la valeur du potentiel de Stan et Cole pour un 
nanotube à paroi simple en fonction de la distance par rapport à l'axe 
du nanotube. 
Appel : potentiel_ SWNT(r , R, theta , eps , sigma) ; 
r : distance par rapport à l'axe , du point où on mesure le potentiel . 
R : rayon du nanotube. 
theta : densité surfacique des atomes de C sur la paroi du nanotube . 
eps : constante d'énergie du potentiel de Lennard-Jones 
sigma: rayon caractéristique du potentiel de Lennard-Jones entre un 
atome de C et une molécule d'adsorbat. 
*************************************************************************/ 
#include 'traitement . h' 
double potentiel_ SWNT(double r , double R, double theta , 
double eps , double sigma) { 
return 3*PI*theta*eps*sigma*sigma * 
((21 . 0/32.0)*(pow(sigma/R, 10) )*M(r/R , 11) 
- (pow(sigma/R, 4) )*M(r/R, 5)) ; 
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/*************************************************************** 
Fichier d'en-tête : Mn.h 
Contient les prototypes des fonctions et les définitions des 
constantes utilisées exclusivement par la fonction M(x, n). 
Il contient aussi les fichiers d'en-tête utilisés par la 
fonction M(x , n) et ses sous-fonctions, pour garder les modules 
calculant M(x, n) indépendants du reste du programme principal 





#include <math . h> 
#include <stdlib . h> 
#include <time .h> 
/* Sert à éviter l'inclusion multiple de Mn.h */ 
/* Même si ces fichier .h standards sont 
inclus plusieurs fois dans un fi chier, ils 
seront en fait inclus qu'une seule fois 
par le préprocesseur. */ 
#define PI_Mn 3.1415926535897932384626433832795028841971693994 
#define ERREUR_RELATIVE_Mn 1e-6 
/* erreur relative maximale tolérée sur la 
valeur de M(x, n) . */ 
#define JMAX_Mn 40 /* est le nombre de raffinages MAXIMUM qu'on 
fait sur l'intégrale de départ. 
2'(JMAX_Mn-1) est le nombre total (maximum) 
de sous-intervalles pour l'intégration . 
*/ 
/* Constantes utilisées pour l'approximation des M(x, n) 
au moyen des séries. 
Les vecteurs de coefficients des séries ne peuvent 
pas être mis ici, car on aurait alors des 
définitions "multiples" lors de l'inclusion de 
Mn . h dans les différents fichiers sources. */ 
#define APPROX SERIES GAUCHE_DE_1 1 / * = 1 si on veut utiliser les 
serles pour approximer les M(x, n) 
sur l'intervalle [0, 1[; = 0 sinon . 
*/ 
/ * = 1 si on veut utiliser les 
séries pour approximer les M(x, n) 
sur l'intervalle ]1, 00[; = 0 sinon . 
*/ 
#define X_PRECISION_DOUBLE_SERIE_M5_GAUCHE_1 0 . 24 
/* i . e . où la série de M_5(x) nous donne 
au moins 15 digits de précision pour x < 1. */ 
#define X MAX SERIE_M5_A_GAUCHE_DE_1 0 . 77 
#define ERREUR_RELATIVE_MAX_SERIE_M5_GAUCHE 1 8.60e-8 
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#define X_MIN_SERIE_M5_A_DROITE_DE_1 1 . 30 
#define ERREUR_RELATIVE_MAX_SERIE_M5_DROITE_1 8 . 47e-8 
#define X_PRECISION_DOUBLE_SERIE_M5_DROITE_1 4.5 
/ * i . e . où la série de M_5(x) nous donne 
au moins 15 digits de précision pour x > 1. */ 
#define X PRECISION_ DOUBLE_SERIE_M11_GAUCHE_1 0 . 28 
/* i.e. où la série de M_11(x) nous donne 
au moins 15 digits de précision pour x < 1. */ 
#define X MAX SERIE_M11_A_GAUCHE_DE_1 0.9999 
#define ERREUR_RELATIVE_MAX_SERIE_M11_GAUCHE_1 1.70e-8 
#define X_MIN_SERIE_ M11_A_DROITE_DE_1 1.0001 
#define ERREUR_RELATIVE_MAX_SERIE_M11_DROITE_1 1 . 70e-8 
#define X_PRECISION_DOUBLE_SERIE_M11_DROITE_1 4 . 0 
/* i.e. où la série de M_11(x) nous donne 
au moins 15 digits de précision pour x > 1. */ 
/* fonctions utilisées par M() */ 
double f(double phi, double x, int n); 
double M(double x, int n) ; 
double trapeze_etape_N_Mn(double (*f) (double x , double y , int n), 
double a, double b , int N, double y, int n) ; 
double simpson_raffinee_Mn(double (*f) (double x, double y, int n), 
double a, double b, double y, int n); 
#endif 
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/************************************************************************* 
Fonction M ( ) 
Cette fonction calcule la valeur des M(x , n) servant au calcul du 
potentiel de Stan et Cole. 
Ce module "Mn.cpp" contient la version améliorée de la fonction 
M(). Elle utilise des développements en série AMÉLIORÉS de M(x, n), 
pour éviter le plus possible l'évaluation de M(x, n) au moyen 
d'intégrations. (DANS LE BUT DE SAUVER LE PLUS POSSIBLE DU 
TEMPS MACHINE!) 
Néanmoins , lorsque la preclsion demandée par l'usager est trop 
élevée pour pouvoir utiliser les développements en série de M() , 
la forme "intégrale" exacte sera utilisée . 
appel: M(x , n) 
x: distance réduite 
(à paroi simple). 
n: exposant . 
r/R) du centre du nanotube 
NOTES: 
On a défini dans le code de cette fonction 2 constantes : 
APPROX_SERIES_GAUCHE_ DE_ l et APPROX_SERIES_DROITE_ DE_ l 
permettant d'ignorer la représentation de M(x, n) au moyen 
des séries sur l'intervalle 0 <= x < 1 et x > l, si désiré 
par le programmeur. (Cela est fait au moyen de la compilation 
conditionnelle) . 
Les séries, qui sont en fait des formes polynômiales , 
sont évaluées au moyen d'une méthode plus efficace que 
la méthode consistant à utiliser toujours la fonction 
pow(x , m) pour évaluer les différentes puissances de x . 
Référence: Numerical Recipes in C, 2nd edition, p. 173. 
*************************************************************************/ 
#include "Mn . h" 
/* Voici les suites de coefficients des séries utilisées 
dans le calcul des M(x , n) . Étant placées à l'extérieur 
de la fonction , elles ne sont définies qu'une seule fois. 
Mais les déclarations "static" les gardent locales à ce 
fichier source. */ 
static double Coeff_ Series_M5[) 
static double Coeff_ Series_Mll[) 
{PI_Mn , 
(9 . 0/4 . 0)*PI_ Mn, 
(9 . 0/64.0)*PI_Mn , 
(1 . O/256 . 0)*PI_Mn , 
(9 . 0/l6384 . 0)*PI_Mn, 
(9.0/65536 . 0)*PI_ Mn , 
(49.0/l048576.0)*PI_ Mn, 
(8l.0/4l94304 . 0)*PI_ Mn} ; 
{PI_Mn , 
(8l . 0/4.0)*PI_Mn, 
(3969.0/64 . 0)*PI_Mn, 
(11025 . 0/256.0)*PI_ Mn , 
(99225 . 0/l6384 . 0)*PI_Mn , 
(3969 . 0/65536 . 0)*PI_ Mn , 
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(441 . 0/1048576 . 0l*PI_Mn, 
(81.0/4194304 . 0l*PI_Mn}; 
double M(double x, int nl { 
if (n == 5l { 
/* commencer par essayer de trouver M_ 5 au moyen 
du développement en série pour 0 <= x < 1, si 
c'est possible . */ 
double X2 = x*x , X_ = 1 - X2 , X_ 2 = X_*X_ , X_4 
return ((((((((Coeff_ Series_M5[7]l 
*X2 + Coeff_Series_M5[6] l 
*X2 + Coeff_Series_M5[5]l 
*X2 + Coeff_ Series_ M5[4]l 
*X2 + Coeff_ Series_M5[3]l 
*X2 + Coeff_ Series_ M5[2] l 
*X2 + Coeff_ Series_ M5[1]l 
*X2 + Coeff_ Series_ M5[O]l/X_4 ; 
if ((x < X_MAX_ SERIE_ M5_A_ GAUCHE_ DE_ 1l && (ERREUR_RELATIVE_ Mn > ERREUR_RELATI 
VE_MAX_ SERIE_M5_GAUCHE_ 1l l { 
#endif 
double X2 = x*x , X = 1 - X2 , X_ 2 = X_*X_ , X_4 
. return ((((((((Coeff_ Series_M5[7]l 
*X2 + Coeff_ Series_M5[6]l 
*X2 + Coeff_ Series_M5[5 ] l 
*X2 + Coeff_Series_M5[4]l 
*X2 + Coeff_ Series_ M5[3]l 
*X2 + Coeff_ Series_M5[2]l 
*X2 + Coeff_Series_M5 [1]l 
*X2 + Coeff_Series_M5[O]l/X_4; 
/ * essayer de trouver M_ 5 au moyen du développement 
en série pour x > 1 , si c ' est possible . */ 
double X2 = x*x, X_ = x/(l - X2l , X_ 2 = X_*X_, X_4 
return (X_ 4/xl * (( (( ((((Coeff_ Series_ M5[7]l 
/X2 + Coeff_Series_M5[6]l 
/X2 + Coeff_Series_M5[5]l 
/X2 + Coeff_Series_M5[4]l 
/X2 + Coeff_Series_M5[3]l 
/X2 + Coeff_Series_M5[2]l 
/X2 + Coeff_ Series_M5[1 ] l 




double X2 = x*x , X = x/(l - X2) , X_2 = X_*X_, X_4 
return (X_4/x) * ((((((((Coeff_Series_MS[7]) 
IX2 + Coeff_Series_MS[6]) 
IX2 + Coeff_Series_MS[S]) 
IX2 + Coeff_Series_MS[4]) 
IX2 + Coeff_Series_MS[3]) 
IX2 + Coeff_Series_MS[2]) 
IX2 + Coeff_Series_MS[l]) 
IX2 + Coeff_Series_MS[O]) ; 
1* si les développements en serles de M_ S ne sont pas 
applicables, on doit se rabattre sur le calcul de sa 
forme intégrale (plus longue à calculer). *1 
return simpson_ raffinee_Mn(&f , 0 , PI_ Mn , x , n); 
if (n == 11) { 
1* commencer par essayer de trouver M_ll au moyen 
du développement en série pour 0 <= x < 1, si 
c'est possible. *1 
double X2 = x*x , X_ = 1 - X2 , X_2 = X_*X_, X_4 
X_lO = X_4*X_4*X_2; 
return ((((((((Coeff_Series_Mll[7]) 
*X2 + Coeff_Series_Mll[6]) 
*X2 + Coeff_Series_Mll[S]) 
*X2 + Coeff_Series_Mll[4]) 
*X2 + Coeff_Series_Mll[3]) 
*X2 + Coeff_Series_Mll[2]) 
*X2 + Coeff_Series_Mll[l]) 
*X2 + Coeff_Series_Mll[O] )/X_lO; 
if ((x < X_MAX_SERIE_Mll_A_GAUCHE_DE_l) && (ERREUR_ RELATIVE_Mn > ERREUR_ RELAT 
IVE_MAX_SERIE_Mll_GAUCHE_l) ) 
#endif 
double X2 = x*x , X_ = 1 - X2 , X_ 2 = X_*X_, X_4 
X_l O = X_ 4*X_4*X_ 2 ; 
return ((((((((Coeff_Series_Mll[7]) 
*X2 + Coeff_Series_Mll[6]) 
*X2 + Coeff_Series_Mll[S]) 
*X2 + Coeff_Series_Mll[4]) 
*X2 + Coeff_Series_Mll[3]) 
*X2 + Coeff_Series_Mll[2]) 
*X2 + Coeff_Series_Mll[l]) 
*X2 + Coeff_ Series_Mll[O])/X_lO ; 
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/* essayer de trouver M_ll au moyen du développement 
en série pour x > l, si c'est possible. */ 
double X2 = x*x , X_ = x/(l - X2), X_2 = X_*X_, X_ 4 
X_1 0 = X_ 4*X_ 4*X_ 2 ; 
return (X_ 10/x) * ((((((((Coeff_ Series_Mll[7]) 
/X2 + Coeff_ Series_Mll[6]) 
/X2 + Coeff_ Series_Mll[5]) 
/X2 + Coeff_Series_Mll[4]) 
/X2 + Coeff_Series_Mll [3]) 
/X2 + Coeff_ Series_Mll[2]) 
/X2 + Coeff_ Series_Mll[l]) 
/X2 + Coeff_Series_Mll[O]) ; 
if ((x> X_ MIN_ SERIE_Mll_ A_ DROITE_ DE_ l) && (ERREUR_ RELATIVE_Mn > ERREUR_RELAT 
IVE_MAX_SERIE_Mll_DROITE_l) ) 
#endif 
double X2 = x*x , X_ = x/(l - X2) , X_ 2 = X_ *X_, X_ 4 
X_ 10 = X_ 4*X_ 4*X_ 2 ; 
return (X_1 0/x) * ((((((((Coeff_ Series_Mll[7]) 
/X2 + Coeff_ Series_Mll[6 ] ) 
/X2 + Coeff_ Series_Mll[5]) 
/X2 + Coeff_ Series_Mll[4]) 
/X2 + Coeff_ Series_Mll[3]) 
/X2 + Coeff_ Series_Mll[2]) 
/X2 + Coeff_ Series_Mll [ l]) 
/X2 + Coeff_ Series_Mll [ O]) ; 
/* si les développements en serles de M_ll ne sont pas 
applicables , on doit se rabattre sur le calcul de sa 
forme intégrale (plus longue à calculer) . */ 
return simpson_raffinee_Mn(&f, 0 , PI_Mn, x , n) ; 
/* Si l'on est rendu ici, c'est que la valeur de n rentrée par l'usager 
est mauvaise: ce M(x , n) n'apparaît pas dans l'expression du potentiel 
de Stan & Cole . */ 
printf('\nM(x , Id) n'est pas utiliser dans le potentiel de Stan et Cole.', n); 
printf('\nPrenez n = 5 ou 11 . \n'); 
exit (1) ; 
return 0 . 0; 
221 
fonctionfn . cpp 
j************* * * * ************* * *********************** ******************** 
Fonction : f(phi , x , n) 
Cette fonction est la fonction dont on cherche la valeur de l'intégrale 
M(x, n) utilisée pour calculer le potentiel de Stan et Cole d'un 
nanotube à paroi simple (SWNT) . 
L'INTÉGRAND POSSÈDE UNE SINGULARITÉ À x=l et phi = o. Donc M(x , n) 
est non définie pour x=l . i . e . que le potentiel diverge à l'infini sur 
le nanotube. On ne peut pas calculer V(r , R) pour r = R . 
Appel : F = f(phi, x, n) ; 
phi : variable d'intégration variant sur l'intervalle [0, PI) 
x : r/R d i stance "réduite" de l'axe du nanotube (SWNT). 
n : exposant appara i ssant dans l'intégrand . 
**************************************************************************/ 
#include "Mn . h" 
double f(double phi , double x , int n) 
return pow((l + x*x - 2*x*cos(phi)) , -(n/2 . 0)) ; 
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Fonction : simpson_ raffinee_ Mn() 
Cette fonction utilise la fonc t ion trapeze_etape_ N_Mn() pour calculer 
l'intégrale de f(x, y, n) par rapport à x sur l'intervalle [a , bl . 
L'erreur relative permise sur l'intégrale est de ERREUR_ RELATIVE_ Mn . 
Cette fonction calcule l'intégrale par amél i orations successives . 
Elle calcul e une valeur améliorée à partir de la valeur précédente 
(qui est moins exacte). JMAX_ Mn est le nombre maximal d'améliorations 
qu'on permet pour le calcu l de l 'intégrale finale. Donc 2 A (JMAX_ Mn - 1) 
est l e nombre total (maximal) de sous - intervalles qu'on peut avoir 
pour le calcu l de l'intégrale . 
utilisant l'équation (voir Numerica l Recipes) : 
S = (4!3)*S[2Nl - (l!3)*S[Nl 
on peut cal culer l'intégrale de Simpson à partir d'intégrales "trapèze" 
sans complications supplémentaires . 
Appe l: integrale simpson_ raffinee_ Mn(f , a , b , y , n) ; 
f : f(x , y , n) la fonction à intégrer par rapport à x . 
a : borne gauche de l'intervalle d ' intégration . 
b : borne droite de l'intervalle d ' intégrat i on . 
y: deuxième variable gardée fixe. 
n : exposant apparaissant dans f (gardé fixe) . 
******* * *****************************************************************/ 
#include "Mn . h" 
double simpson_ raffinee_ Mn(double (*f) (doubl e x , double y, int n) , 
double a , double b , double y, int n) { 
double integra l e, old_integrale , integrale_ trapeze , 
o l d_integrale_trapeze ; 
/* contient les integrales (actuelles et 
anciennes) de Simpson et du trapèze. */ 
old_integrale_ trapeze = old_ integrale = -1.0e30 ; 
/* valeurs impossibl es pour les vieilles 
intégra l es . Ça permet de commencer la 
boucle des "améliorations". */ 
for (int j = 1 ; j <= JMAX_Mn ; j++) 
egrale) ) 
/* faire un nombre d'améliorations <= JMAX Mn . */ 
integrale_ trapeze = trapeze_ etape_N_ Mn(f , a, b, j , y , n) ; 
/* calculer la jème approximation de l 'int égrale de Simpson. */ 
integrale = (4.0*integrale_ trapeze - old_ integrale_ trapeze)/3 . 0 ; 
i f (j > 5) 
if 
/* la condition 
trop hâtive . */ 
((fabs(integrale 
j > 5 évite une (fausse) convergence 
- old_ integrale) 
1 1 (integrale == 0 . 0 && old_ integrale == 0 . 0)) 
/ * on a obtenu une valeur assez précise 
de l'intégra l e . */ 
return integrale ; 
/* les intégrales actuel l es seront les "vieilles" 
intégrales de la prochaine approximation . */ 
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old_ integrale = integrale ; 
old_integrale_trapeze = integrale_ trapeze ; 
/* Si on est rendu ici , c'est qu'on a pas réussi à converger . 
Ça peut être parce que l e nombre d'étapes JMAX_Mn est trop petit 
(i . e . que le nombre d'améliorations maximal permis n'est pas 
assez grand pour atteindre la précision voulue) . Ou que 
l'ERREUR_ RELATIVE_Mn tolérée est trop petite par rapport aux 
erreurs d'arrondis dûs à l'ordinateur (cause plus probable) . */ 
printf('\nL'erreur relative toleree sur l'integrale faite\n') ; 
printf ('par la procedure simpson_ raffinee_Mn() est trop\n'); 
printf('petite pour avoir convergence.\n') ; 
exit(l) ; 
return 0.0 ; /* retourner une valeur double bidon car la fonction 




Cette fonction retourne la Nème valeur raffinée de l'intégrale 
de f(x, y , n) sur [a, bl à partir de la (N-l)ème valeur (i.e. 
à partir de sa valeur précédente . L'intégration est faite par 
rapport à x, tandis que y et n sont gardées fixes. La procédure 
a pour principe la règle du trapèze étendu (voir Numerical Recipes) 
Le premier appel calcule une intégrale 
trapèze sur tout l'intervalle [a, bl . 
grossière: un seul gros 
Les itérations suivantes 
de calculs au résultat N = 2, 3, rajoutent 2 A (N-2) points 
précédent. 
Cette procédure a l'avantage de ne pas "jeter à la poubelle" le 
résultat précédent pour calculer une intégrale plus précise , mais 
d'utiliser le travail déjà fait. 
Appel: integrale = trapeze_ etape_N_Mn(f , a , b, N, y , n); 
f: f(x, y , n) la fonction à intégrer par rapport à x. 
a : borne gauche de l'intervalle d'intégration. 
b : borne droite de l'intervalle d'intégration. 
N: indique qu'on est à la Nème étape de "raffinement" . 
x : variable d'intégration . 
y : deuxième variable gardée fixe . 
n : exposant apparaissant dans f (gardé fixe). 
*************************************************************************/ 
#include "Mn.h" 
double trapeze_etape_N_Mn(double (*f) (double x, double y, int n), 
double a, double b, int N, double y , int n) 
double x, somme, delta; /* somme est la somme de la nouvelle 
série de points à ajouter . 
delta est l'espace entre 2 de ces points . 
x est la position (abscisse) du point 
intermédiaire qu'on considère. 
*/ 
static double integrale; /* contient présentement la (N-l)ème 
approximation de l'intégrale. (contiendra 
la Nème approximation à la fin de la 
procédure) 
*/ 
if (N == 1) 
else 
/* on calcule alors la première approximation très grossière 
donnée par un seul gros trapèze englobant tout l'intervalle 
[a, bl . * / 
integrale = O.5*(b-a)*((*f)(a, y, n) + (*f)(b, y, n)); 
return integrale ; 
/* calculer la Nème approximation à partir de l'approximation 
précédente. */ 
delta = (fabs(b - a))/(l « (N-2)) ; 
/* Car pow(2, N-2) = 1 «(N-2) Cette dernière forme 
étant plus rapide à calculer . */ 
x a + delta/2 ; /* la position du premier point intermédiaire 
à ajouter . */ 
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/ * additionner les valeurs de la fonction f prises aux points 
intermédiaires x[j] = x + (j-1)*delta. j allant de 1 à 2 A (N-2) . */ 
somme = 0; 
for (int j = 1; j <= (1 « (N-2)); j++) 
somme somme + (*f) (x , y, n); 
x = x + delta; /* passer au prochain point intermédiaire. * / 
/ * calculer la Nème approximation de l'intégrale à partir 
de la (N-1)ème approximation. * / 
integrale = 0 . 5*(integrale + delta*somme); 
return integrale; 
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j******************* * ** * *************** ** ************* *********** 
Fonct i on : matrice_Bas() 
Cette fonction génère une matriceBas[2] [Nbre_ x] contenant 
Nbre_ x valeurs de second coefficient du viriel Bas , 
pour chaque valeur de x . Ici , x pourra être soit un vecteur 
contenant une série de températures ou un vecteur contenant 
une série de rayons R des parois des SWNTs ou un vecteur 
contenant une sér ie de pas d du réseau de nanotubes . 









T , R, MatriceReseau , R_reseau, 
N_reseau, L, theta , eps , sigma, 
T_ou_R_ou_d, flag_fermer) ; 
matrice contenant les Nbre_ x valeurs xli ] et 
les valeurs Bas[i] correspondantes . 
la valeur min i male de x (peut être T_min 
ou R_min ou d_min) . 
la valeur maximale de x. 
le nombre de va l eurs de x pour lesquelles 
on calcule les Bas correspondants. 
température du gaz (en K) . 
rayon des nanotubes SWNT du bundle 
(en Angstrom) . 
matrice contenant les points du réseau 
(centres des nanotubes) . 
le rayon du p l us petit cercle englobant 
tous les points du réseau . 
le nombre de points du réseau . 
longueur des nanotubes SWNT formant le 
bundle (en Angstrom) . 
densité surfacique des atomes de C sur l es 
parois des nanotubes SWNT du bundle . 
constante d'énergie du potentiel de 
Lennard-Jones . 
rayon caractérist i que du potentiel de 
Lennard-Jones entre un atome de C et une 
molécule d'adsorbat . 
variable (= 1 pour T , 2 pour R, 3 pour d) 
disant si x est un vecteur de 
températures ou un vecteur de rayons R 
ou un vecteur de pas d du réseau . 
flag disant si les nanotubes à parois simples 
du bundle sont OUVERTS ou FERMÉS 
( = ° pour OUVERTS; != ° pour FERMÉS) . 
Cette fonction utilise une constante symbolique 
PRINT_ PROGRESSION_ CALCUL_ Bas permettant au programmeur 
d'afficher à l'écran (si il le désire) le nombre de 
valeurs de Bas qui ont déjà été calculées . Cela 
permet de savoir à quel point la matriceBas est remplie 
à un instant donn é (si PRINT_ PROGRESS I ON_ CALCUL_ Bas != 0 , 
i mprimer la progression ; si = 0 , ne pas imprimer la 
progression du calcul) . 
************************************** * *************************/ 
#include "traitement . h" 
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double* * matrice_ Bas(double x_min, double x _max , int Nbre_ x , 
double T, double R, double** MatriceReseau , 
double R_ reseau , int N_ reseau , double L , 
double theta , double eps , double sigma , 
in t T_ou_ R_ ou_ d , int flag_ fermer) { 
/ * espacement entre 2 valeurs xli) * / 
/* formation de la matriceBas contenant les Bas * / 
double** matr i ceBas = (double**) malloc(2 * sizeof(double*)) ; 
if (matriceBas == NULL) { 
printf(' \ nErreur d ' allocation de memoire \ n') ; 
exit(l) ; 
for ( i nt i = 1 ; i <= 2 ; i++) 
/ * allouer la mémoire pour les 2 lignes de la 
matriceBas : x et Bas. * / 
matriceBas[i -1) (double*) malloc(Nbre_ x * sizeof(double)) ; 
if (matriceBas [ i -1) == NULL) { 
printf(' \ nErreur d'allocation de memoire \ n') ; 
exit (1); 
/ * remplir la matriceBas des valeurs de x et de Bas 
correspondantes (pour un bundle de SWNTs OUVERTS 
ou FERMÉS aux extrémités) . * / 
for (i = 1 ; i <= Nbre_x ; i++) 
#if PRINT_PROGRESSION_CALCUL_Bas 
if (i == 1) { 
#endif 
printf(' \ nNombre de Bas deja calcules : ') ; 
double x = x_min + (i - l)*delta_ x ; 
double Bas ; 
if (T_ou_R_ ou_d == 1) 
el se 
/ * T est alors variable. * / 
/ * Calculer le second coefficient du viriel . 
Tous les autres paramètres (fixés) nécessaires 
à son calcul ont été passés comme arguments à 
la procédure matrice_Bas(). * / 
Bas Bas_ bundle_ SWNT(x , R, L , MatriceReseau , 
N_ reseau , R_ reseau , f l ag_ fermer , 
theta , eps, sigma); 




/* Ca l culer le second coefficient du viriel . 
Tous les autres paramètres (fixés) nécessaires 
à son calcul ont été passés comme arguments à 
la procédure matrice_ Bas() . */ 
Bas Bas_bundle_SWNT(T , x , L, MatriceReseau, 
N_ reseau , R_ reseau , flag_fermer , 
theta , eps, sigma) ; 
/* le pas d du réseau est alors variable. */ 
/* Générer le réseau de pas d (des centres des 
nanotubes SWNT du bundle). */ 
MatriceReseau GenererReseau(x , N_ reseau , &R_ reseau); 
/* Calculer le second coefficient du viriel. 
Tous les autres paramètres (fixés) nécessai r es 
à son calcul ont été passés comme arguments à 
la procédure matrice_Bas() . */ 
Bas Bas_ bundle_ SWNT(T , R, L, MatriceReseau, 
N_reseau, R_ reseau , flag_ fermer , 
theta , eps , sigma) ; 
/* Libérer la mémoire de la MatriceReseau des 
points du réseau (variable) de pas d = x avant 
de calculer Bas pour une prochaine valeur de d . */ 
liberermatrice(MatriceReseau) ; 
matriceBas[l -1] [ i -1] 
matriceBas [2 -1] [ i -1 ] 
x ; 
Bas ; 
/* Je préfère compter les indices à partir de 
1 , mais le C compte à partir de o. Je fais 
donc toujours une correction systématique de 
-1 aux indices des vecteurs et matrices . */ 
#if PRINT_PROGRESSION CALCUL Bas 
printf ( "%d ", i) ; 
#endif 
#if PRINT_ PROGRESSION_ CALCUL_ Bas 
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/**************************************************************** 
Fonction: Ecrire_ Bas() 
Cette fonction écrit dans un fichier 
"Bas_ bundle_ SWNTs_ OUVERT_T . txt" ou 
"Bas_ bundle_SWNTs FERMER_T.txt" ou 
"Bas_bundle_ SWNTs_ OUVERT_ R.txt" ou 
"Bas_ bundle_ SWNTs_FERMER_R.txt" ou 
"Bas_bundle_ SWNTs_ OUVERT_ d.txt" ou 
"Bas_ bundl e_SWNTs FERMER_d . txt" les valeurs contenues dans la 
matriceBas pour les seconds coefficients du viriel Bas 
calculés aux différentes valeurs de x (i . e T ou R ou d) . 
Les nanotubes SWNT du bundle peuvent être OUVERTS ou 
FERMÉS à leurs extrémités. Le fichier contient également 
les autres paramètres pour lesquels ces Bas ont été calculés 
(i.e. N_reseau ; L; theta ; eps; sigma; et deux des paramètres 
suivants selon le cas: R; T ; d . ) 
Appel: Ecrire_Bas (matriceBas, Nbre_ x, T, R , d, R_reseau, 
N_reseau , L , theta , eps , sigma, 
T_ou_R_ou_d, flag_ fermer); 
matriceBas: matrice contenant les Nbre_x valeurs xli) et 








le nombre de valeurs de x pour lesquelles 
on calcule les Bas correspondants . 
température du gaz (en K) . 
rayon des nanotubes SWNT du bundle 
(en Angstrom) . 
distance (en Angstroms) séparant 2 points 
du réseau (centre des nanotubes à 
parois simples) . 
le rayon du plus petit cercle englobant 
tous les points du réseau. 
le nombre de points du réseau. (i . e . le 
nombre de SWNTs formant le bundle) . 
longueur des nanotubes SWNT formant le 
bundle (en Angstrom) . 
densité surfacique des atomes de C sur les 
parois des nanotubes SWNT du bundle. 
constante d'énergie du potentiel de 
Lennard-Jones. 
rayon caractéristique du potentiel de 
Lennard-Jones entre un atome de C et une 
molécule d'adsorbat . 
variable (= 1 pour T, 2 pour R, 3 pour d) 
disant si x est un vecteur de 
températures ou un vecteur de rayons R 
ou un vecteur de pas d du réseau. 
flag disant si les nanotubes à parois simples 
du bundle sont OUVERTS ou FERMÉS 
( = 0 pour OUVERTS ; != 0 pour FERMÉS). 
****************************************************************/ 
#include "traitement.h" 
void Ecrire_ Bas(double** matriceBas , int Nbre_x, double T, 
double R, double d, double R_ reseau , int N_reseau , 
double L, double theta, double eps, double sigma , 
int T_ou_ R_ ou_ d , int flag_fermer) { 
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/* définition d ' une chaîne OUV_FERM contenant le mot 
OUVERT ou FERMER selon que les nanotubes (à parois 
simples) du bundle sont ouverts ou fermés aux extrémités. 
Ce mot "variable" sera substitué dans les noms de 
fichiers et dans le texte contenu dans ceux-ci. * / 
char* OUV_FERM ; 
if (flag_fermer == 0) 
/* les nanotubes sont ouverts aux extrémités . */ 
"OUVERT" ; 
"FERMER" ; 
/* Fabrication de la chaîne de caractères contenant 
le nom du fichier, selon que R ou T ou d est le 
paramètre variable en fonction duquel on calcule Bas 
et selon que les nanotubes du bundle sont OUVERTS ou 
FERMÉS aux extrémités. */ 
/* file_ name doit être assez longue pour contenir 
la chaîne contenant le nom de fichier final . */ 
if (T_ou_ R_ ou_ d == 1) 
strcat(strcat(file_name , OUV_FERM), "_ T . txt"); 
el se if (T_ ou_ R_ ou_ d == 2) 
strcat(strcat(file_name, OUV_FERM), "_R.txt") ; 
else { 
strcat (strcat (file_name, OUV_FERM), "_d.txt"); 
/* Création du fichier contenant les valeurs de Bas pour 
les différentes valeurs de x (dont le nom a été formé 
ci-haut) . * / 
FILE* fptr; 
fptr = fopen(file_name , "w") ; 
if (fptr == NULL) { 
printf("\nErreur d'ouverture de fichier\n"); 




"Fichier %c%s%c donnant le second\n" , 34 , file_name, 34) ; 
"coefficient du viriel Bas , pour un bundle de SWNTs\n") ; 
"%s a leurs extremites. \n\n\n" , OUV_FERM) ; 
/* Mettre la valeur des paramètres physiques qui sont 
gardés fixes au début du fichier, avant de mettre les 
valeurs de Bas. 
On commence par écrire les paramètres 
qui sont TOUJOURS fixes, peu importe que ce soit R, T , 
ou d qui varie . */ 
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fprintf(fptr , "Nombre de nanotubes a parois simples formant le bundle : \n") ; 
fprintf (fptr , "N_ reseau = %d\n\n" , N_ reseau) ; 
fprintf(fptr , "Longueur des nanotubes du bundle:\n"); 
fprintf(fptr, "L (angstrom) = %. 10Ig\n\n" , L) ; 
fprintf(fptr, "Densite surfacique des atomes formant les parois:\n") ; 
fprintf(fptr, "theta (angstromA-2) = %lg\n\n" , theta) ; 
fprintf(fptr , "Val eurs des parametres du potentiel de Lennard-Jones : \n") ; 
fpr i ntf(fptr, "epsilon (K) = %l g\t\tsigma (angstrom) = %lg\n\n", eps, sigma) ; 
/* Écrire dans le fichier les deux paramètres parmis 
les suivants , qui sont gardés fixes lors du calcul des Bas : 
R , T , (d et R_ reseau) . */ 
fprintf(fptr , "Temperature de l'adsorbat (K) : \n"); 
fprintf(fptr , "T = %. 10Ig\n\n" , T) ; 
fprintf (fptr , "Rayon des SWNTs du bundl e (angstrom) : \n" ) ; 
fprintf(fptr , "R = %. IOlg\n\n", R) ; 
fprintf(fptr , "Distance entre les centres des nanotubes (angstrom) : \n") ; 
fprint f (fptr, "d = %.15Ig\n\n", d); 
fprintf(fptr, "Rayon du plus petit cercle englobant tous les centres\n") ; 
fprintf (fptr, "des nanotubes (angstrom): \n" ) ; 
fprintf(fptr , "R_ reseau = %. 15Ig\n\n" , R_ reseau); 
/* Mettre la valeur de Bas [ i] correspondant à chaque valeur 
xli ] dans le fichier. (i . e . mettre les éléments de matriceBas 
dans le fichier , en faisant une validat i on de l'écriture dans le 
fichier pour chaque valeur de Bas ajoutée. 
*/ 
fprintf(fptr , "Nombre de valeurs de Bas calculees : %d\n\n\n" , Nbre_ x) ; 
fprintf(fptr , "Valeurs du second coefficient du viriel Bas pour chaque\n"); 
if (T_ ou_ R_ ou_ d == 1) { 
else 
fprintf (fptr , "temperature de la plage consideree : \n" ) ; 
fprintf(fptr , "T (K)\t\t\tBas (angstrom'3)\n"); 
if (T_ ou_ R_ ou_ d == 2) { 
e l se 
fprintf(fptr, "valeur du rayon R des SWNTs de la plage consideree : \n"); 
fprintf(fptr , "R (angstrom)\t\tBas (angstrom'3)\n"); 
fprintf(fptr , "val eur de pas d du reseau dans la plage consideree:\n"); 
fprintf(fptr , "d (angstrom)\t\tBas (angstrom'3)\n") ; 
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for (int i = 1; i <= Nbre_x ; i++) { 
if (fprintf(fptr , "%-13 . 6lg %-13 . 6lg\n" , 
matriceBas[1 -1 ] [i -1] , matriceBas[2 -1] [i -1]) < 0) 
printf("\nErreur d'ecriture dans le fichier\n"); 
exit (1) ; 
/* Fermer le fichier avant de quitter la fonction . */ 




Fonction : GenererReseau() 
Cette fonction génère un réseau hexagonal (constitué des centres des 
nanotubes) comportant "N_reseau" nanotubes. Elle met les points 
(X[i], Y[i]) calculés dans une matrice à 2 rangées 
MatriceReseau[2] [N_reseau] . Elle retourne également la valeur du 
rayon "R_reseau" du plus petit cercle englobant tous les centres des 
nanotubes. 
L'idée de la procédure est de 
chaque couche hexagonale pour 
aie plus de points à placer . 
dans le sens antihoraire. 
tourner dans le sens antihoraire sur 
générer le réseau , jusqu'à ce que l' on 
i.e. que l'on fait en gros une spirale 
Appel : MatriceReseau = GenererReseau(d, N_reseau, &R_reseau) ; 
d: distance séparant 2 points du réseau (centre des nanotubes). 
N_reseau: nombre de points à placer pour faire le réseau. 
R_reseau: le rayon du plus petit cercle englobant tous les points 
du réseau. 
Explication des différents indices utilisés dans la fonction: 
i : compte le nombre de couches (i = 1 à infini). 
j : compte le nombre de points du réseau déjà placés. 
c : compte le nombre de cotés remplis (pour une couche donnée) . 
k1 : compte le nombre de points mis sur le coté c. 
*************************************************************************/ 
#include "traitement.h" 
double** GenererReseau(double d, int N_reseau, double *R_reseau) 
/* Allouer de la mémoire dynamique pour les vecteurs X et Y contenant 
les points du réseau. */ 
double* X = (double*) malloc(N_reseau * sizeof(double)); 
if (X == NULL) { 
printf("\nErreur d'allocation de memoire\n"); 
exit (1) ; 
double* Y = (double*) malloc(N_reseau * sizeof(double)); 
if (Y == NULL) { 
printf("\nErreur d'allocation de memoire\n") ; 
exit (1) ; 
/* Déclarer la matrice contenant les points du réseau et y "attacher" 
les 2 vecteurs X et Y. */ 
double** MatriceReseau = (double**) malloc(2 * sizeof(double*)) ; 
if (MatriceReseau == NULL) { 
printf("\nErreur d'allocation de memoire\n"); 
exit (1) ; 
MatriceReseau[1 -1] X; 
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Matr i ceReseau[2 -1] = Y; 
1* Apporter une correction systématique de -1 aux indi ces 
des vecteurs et matr i ces , car on numérote de 1 à n dans 
notre tête tandis que le langage C numérote de 0 à n - l . *1 
1* Placer le point central (0 , O) du réseau manuellement . *1 
int j = 1 ; 
X[l -1] 0 ; 
Y [ l -1] = 0 ; 
1* Ajuster le rayon R_ reseau du plus petit cercle englobant 
le réseau . * 1 
*R_ reseau = 0 . 0 ; 
if (j == N_reseau) 
1* tous les po i nts sont alors placés , sortir de la fonction . *1 
return MatriceReseau ; 
1* Rempl i r chaque couche tant qu'il y a des points à placer (i . e. 
tant que j < N_ reseau) . *1 
for (int l = 1 ; ; i++) 
j ++ ; 
1* i n'arrête pas la boucle, mais j le fait. *1 
1* incrémenter j de l, avant de placer le point su i vant . *1 
1* Placer le point de départ de la couche i , 
le point (i*d, O). *1 
X[j -1] i * d ; 
Y[j -1] = 0 ; 
1* Ajuster le rayon R_ reseau du plus petit cercle englobant 
le réseau . *1 
*R_ reseau = X[j - 1 ] ; 
1* Si tous les pts sont placés, quitter la fonction . *1 
i f (j == N_ reseau) return Matr i ceReseau; 
1* Placer i po i nts sur chacun des 5 premiers côtés et i-l points 
sur le 6ème côté de l'hexagone . *1 
for (int c = 1 ; c <= 6 ; c++) { 
1* Ajuster l'angle theta donnant la direction du parcours , 
selon le côté considéré . *1 
double the ta = PI/3 + c*(PI/3} ; 
1* calcu ler le nombre de points à mettre sur le côté c. *1 
int NbrePtsSurC ; 
if (c <= 5) NbrePtsSurC i ; 
e l se NbrePtsSurC = i-l ; 
1* Remplir le côté c avec des po i nts du réseau . *1 
for ( i nt kl = 1 ; k l <= NbrePtsSurC ; kl++) { 
j++ ; 
1* Augmenter j de 1 avant d'ajouter le point suivant au 
réseau . *1 
1* Ajouter un déplacement au point du réseau précédent 
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afin de placer le point 'j' courant . */ 
X[j -1] X[j-l -1] + d*cos(theta} ; 
Y[ j -1] = Y[j-l -1] + d*sin(theta} ; 
if (j == N_reseau) return MatriceReseau ; 
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/***** ******************************************************************** 
Fonction : ImprimerReseau() 
Cette fonction prend la matrice MatriceReseau[2] [N_reseau] 
contenant l es points (X[i], Y[i]) du réseau et les mets dans un 
fichier "PointsReseau . txt" . Cela permet de faire un graphique pour 
afficher les points du réseau . 
Appel : ImprimerReseau(MatriceReseau , N_ reseau, d, R_reseau, 
flag_ reseau_variable) ; 
MatriceReseau : matrice contenant les points du réseau (centres des 
nanotubes) . 
le nombre de points du réseau. 
distance entre les centres des nanotubes. 
le rayon du plus petit cercle englobant tous les points 
du réseau. 
flag_ reseau_variable : flag indiquant à cette procédure d'impression 
que les paramètres déterminant le réseau (d et/ou 
N_reseau) sont variables . Dans ce cas là, il n'y a 
aucun intérêt à imprimer les points du réseau. 
************************************************************************* / 
#include "traitement.h" 
void ImprimerReseau(double** MatriceReseau, int N_ reseau , double d , 
double R_reseau , int flag_ reseau_variable) 
) ; 
FILE* fptr = fopen ( "PointsReseau . txt" , "w") ; 
if (fptr == NULL) 
printf("\nErreur d'ouverture de fichier\n") ; 
exit (1) ; 
if (flag_reseau_variable != 0) 
fprintf(fptr , "Lors du dernier cas calculer, 
fprintf(fptr , "le reseau etaient variables. 
les parametres determinant\n"); 
Il n'y avait donc pas de reseau\ 
fprintf(fptr, "unique qu'on pouvait faire imprimer.\n") ; 
else { 
fprintf(fptr, "Fichier \"PointsReseau . txt\" contenant les positions [X, Y]\n" 
fprintf(fptr, 
fprintf(fptr , 
"des points du reseau . \n\n") ; 
"Reseau de %d nanotubes separes d'une distance de %lg angstroms 
\n\n" , 
fprintf(fptr , "Le rayon \ "R_ reseau\ " du plus petit cercle englobant tous les 
points\n" ) ; 
fprintf(fptr , "du reseau est de %lg angstroms\n\n" , R_ reseau) ; 
fprintf(fptr , "Coordonnees [X , Y] des points du reseau:\n") ; 
/ * Mettre les points du réseau dans le fichier. */ 
for (int i = 1 ; i <= N_ reseau ; i++) { 
/ * Impression des points avec validation de l'écriture */ 
if (fprintf(fptr , "%-131g\t%-131g\n" , MatriceReseau[l -1] [i -1J, 
MatriceReseau[2 -1] [i -1]) < 0) { 
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printf("\nErreur d'ecriture dans le fichier\n"); 
exit(!) ; 
/* Fermer le fichier avant de quitter la fonction . */ 
fclose (fptr) ; 
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j ***************************************************** ******************* 
Fonction : liberermatrice() 
Cette fonction libère la mémoire d'une matrice à 2 dimensions contenant 
les points (X , Y) 
Appel : liberermatrice(matrice) ; 
matrice: la matrice[2] [nbrePts dans les vecteurs X et Y] à libérer 
************************************************************************ / 
#include 'traitement . h' 
void liberermatrice(double** matrice) 
/* libérer les 2 lignes */ 
free(matrice[1 -1]) ; 
free(matrice[2 -1]); 
/ * libérer la matrice contenant l'adresse des 2 lignes déjà 
libérées * / 
free(matrice) ; 
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