Networks have become an integral part of today's world. The ease of deployment, low-cost and high data rates have contributed significantly to their popularity. There are many protocols that are tailored to ease the process of establishing these networks. Nevertheless, security-wise precautions were not taken in some of them. In this paper, we expose some of the vulnerability that exists in a commonly and widely used network protocol, the Address Resolution Protocol (ARP) protocol. Effectively, we will implement a user friendly and an easy-to-use tool that exploits the weaknesses of this protocol to deceive a victim's machine and a router through creating a sort of Man-in-the-Middle (MITM) attack. In MITM, all of the data going out or to the victim machine will pass first through the attacker's machine. This enables the attacker to inspect victim's data packets, extract valuable data (like passwords) that belong to the victim and manipulate these data packets. We suggest and implement a defense mechanism and tool that counters this attack, warns the user, and exposes some information about the attacker to isolate him. GNU/Linux is chosen as an operating system to implement both the attack and the defense tools. The results show the success of the defense mechanism in detecting the ARP related attacks in a very simple and efficient way.
Related Works
ARP spoofing attack is a well-known attack [4] . Some of the existing defenses and solutions exist in literature. Few of them are presented in this section. The authors in [5] assume that each host has a public/private key pair certified by a local trusted party on the LAN, which acts as a Certification Authority. Messages are digitally signed by the sender, thus preventing the injection of spoofed information. This can be a good solution for upper network layers. However, Data link layer authentication is not straight forward, where the solution should modify all existing network card drivers, which is not a simple issue.
In [6] , the authors assume that there is a database deployed in the LAN which can be used to resolve the MAC address. However, this approach does not succeed with dynamic networks in which many nodes join and leave the network daily, where each node should be registered in the database before it can work. Also, the attacker can still generate the attack on the database.
The authors in [7] proposed a unicast ARP request instead of the broadcast ARP request, with the help of a DHCP. In their approach, they assume that the DHCP will resolve the IP/MAC translation without the need for broadcast. However, the DHCP is at the application layer. Also, the DHCP may work only for dynamic IP addresses; it does not succeed for static IP addressing.
A Ticket-based Address Resolution Protocol (TARP) was proposed in [8] . TARP implements security by distributing centrally issued secure IP/MAC ticket with the help of the DHCP. These tickets are given to clients as they join the network and are subsequently distributed through existing ARP messages. These tickets include asymmetric digital signature, which has a considerable overhead in generating the public/private key pairs, and consumes more time. It is also not suitable for the dynamic networks where many new computers join the network frequently.
The authors in [9] mentioned several resolutions and solutions to solve the ARP spoof problem and grouped them into cryptographic approaches, kernel-based patch, host-based approaches, port security on switch, manually configuration of static ARP entries, ARP spoof detection & protection software, server-based approaches and ASA (anti-ARP spoofing agent) software.
The authors of [10] introduced a system that consists of a MAC-Agent and a Client-Agent. The MAC-Agent makes a reliable ARP table and sends the data to the Client-Agent, which prevents the host from using ARP. Instead, the Client-Agent receives the reliable ARP table information from the MAC-Agent and updates the ARP table information as static type. However, this solution requires cryptographic authentication techniques which are not available at the level of the data link layer. Additionally, this approach requires modifying the existing ARP protocol which is unpractical. Similarly, the authors of [11] suggested a protocol that requires modifying the ARP protocol to solve uncertified ARP table renewal from an ARP reply.
The authors of [12] suggested search methods. However, search methods do not solve the ARP spoofing attack if the attacker is intelligent and customized its protocol stack, and this approach requires extra administration efforts. A technique that depends on installing a new DHCP server for use as a MAC-IP database center was proposed by [13] . However, DHCP is widely used and cannot be modified which makes this solution unrealistic.
The authors of [14] introduced a technique that includes collecting and analyzing the ARP packets, and then injecting ICMP echo request packets to probe for malicious host according to its response packets. However, this approach can be detected by the attacker and can be easily fooled.
In this paper, a distributed approach with no need for any central entity like the DHCP server is adopted. Our adopted approach is based on monitoring the hacking behavior. If an entity tries to inject some spoofed ARP replies, it will be detected and revealed. It is deployed on the clients and does not need any kind of cryptographic authentication. Once the attacker is detected, the proposed tool can recover from the attack and the information of the attacker is exposed.
ARP Spoofing Scenario with Packet Inspection
ARP is a protocol that works inside the LAN when a node has an IP address of a local destination and wants to know the MAC address of that destination. If the destination is outside the LAN, then there will be an intermediate node called the default gateway (router) which forwards the data to outside the LAN. In this case, the ARP is used to map the IP address of the gateway to its related MAC address. The gateway IP address is either statically stored inside the nodes or dynamically collected from the DHCP server. In the MITM attack, the attacker modifies the ARP tables to either pretend being the gateway or the target device.
For example, in a communication between two computers A and C with IPs 10.0.1.2 and 10.0.2.2 respectively, as shown in Figure 1 . Computer A sends a packet to computer C which is outside the LAN with the source IP of A and destination IP of C. Then, computer A tries to find out whether the destination IP is in the same network or outside it. A will discover that 10.0.2.2 is outside the network. Therefore, A should forward the packet to the gateway which is Router 1 with IP address 10.0.1.1.
The IP packet is sent to the lower layer of the OSI model (data link layer). The source MAC address is set to the MAC address of computer A, and the destination MAC address is the one that matches Router 1 interface which has IP address 10.0.1.1. If A's ARP table does not contain the MAC address of the 10.0.1.1 interface, then A broadcasts an ARP request packet to figure out the MAC address of the gateway.
The attacker receives the broadcasted ARP request, and replies by a spoofed ARP reply packet to the victim's machine (i.e., machine A). Even if the gateway sends a legitimate ARP reply, the attacker may send multiple spoofed ARP reply packets to overwrite the legitimate ARP reply packet sent by the gateway. In ARP protocol, the newest reply overwrites the oldest ones. Therefore, the ARP cache on the victim machine will save the spoofed IP/MAC mapping. Now, all traffic going out of the victim's machine to the gateway will be sent to the attacker's machine. In order to manipulate the gateway's ARP table to force all the packets destined to the victim from outside the LAN, to be received by the attacker, the same above procedure will be repeated by sending spoofed ARP reply packets to the gateway. Additionally, to maintain the victim's connection to the gateway running, such that the attack will be un-detectable, the attacker must keep forwarding the victim's traffic to the gateway and vice versa. Figure 2 shows a network topology with one attacker, one victim machine where an MITM attack will be applied against it, and one router which plays the role of a gateway. Table 1 shows the contents of the spoofed ARP reply packets that should be sent by the attacker. Both packets should hold a proper op-code denoting them as ARP reply packets. Table 2 shows the IP/MAC cache entries of the victim's machine and the router; before and after the attack. Subsequently, any traffic from the victim to outside the LAN will pass through the attacker machine. For example, suppose that the victim opens a web page on an HTTP server with some external IP address (A.B.C.D) that is outside the LAN. The operating system running on the victim's machine will choose the router as the next hop. To encapsulate the network layer packet inside a data link frame, the victim should know the MAC address of the router. It will check the ARP cash table first. The ARP table has the poisoned mapping of router IP to the attacker's MAC address, which is the result of the ARP spoofed reply packets. Hence, that packet will be sent to the attacker's machine instead of the real HTTP server. If the attacker drops the packets, then this will results in a DoS attack where the victim is precluded from browsing the Internet. On the other hand, if the attacker forwards the traffic to its real destination, the attack is classified as a MITM attack.
Some settings should be performed at the attacker machine in order to allow it to forward the packet even if the IP is not destined to it. This is because the network layer at the attacker machine will drop the packet if it is not destined to it. To change that, a feature called the forwarding feature in the attacking machine's operating system must be enabled.
When forwarding is enabled on a machine, it reads the destination IP address in the packet, and forwards it to the machine with MAC address bounded to that IP address based on the machine's ARP table (which contains the legitimate information). Packet forwarding is implemented in most operating systems; including Microsoft Windows, Linux and Mac OS. However, packet forwarding is disabled by default. It can be enabled easily as will see later. If packet forwarding is enabled, the victim connections will keep working without any suspensions. The attacker can still inspect the packets and extract any desired information.
Packet Inspection procedure: After succeeding in attracting the traffic to the attacker's machine, the attacker needs to filter it and extract the information from the packets. Since there are millions of packets going in or out the network, it is impossible to manually check every single packet for the needed information. Therefore the attacker will filter the packets to extract the ones of interest.
The most convenient way of filtering the packets is by determining which packets are valuable for the attacker. First thing that comes to mind are the ones that contain sensitive information like passwords. Moreover, the websites that the victim browses might be of interest for the attacker. Each of these types of packets has differ-ent fingerprints.
The packet inspection process is done by disassembling each packet, searching for the protocols that are of interest and the fingerprint of these packets to extract the information that are needed. Figure 3 shows a packet dump as an example.
Parsing the first 14 bytes, yields a relation to layer 2, the information that can be extracted from this layer are the MAC addresses of the source and the destination. MAC addresses are 48 bit or 6 bytes long. The first 6 bytes represent the destination address (c8:3a:35:1f:1b:c8) while the second 6 bytes represent the source address (a4:17:31:0c:9a:65). Bytes offset 14 through 33 belongs to layer 3 which contains IP addresses and the network protocol. Table 3 shows some decoded parts of the packet and the information extracted from these parts. It is clear from the table that the packet is a standard DNS query, issued by a machine with IP address of 192.168.1.107 asking a DNS server at IP address 208.67.222.222 about the domain www.ju.edu.jo.
Defense against MITM Attack
The man in the middle attack has very dangerous consequences on the victim. Sensitive data could be extracted without any notice from the victim. A way to face this kind of attack should be implemented. In the world of networks security, there are two types of countermeasures; prevention systems and detection systems. Prevention systems try to prevent the occurrence of the attack, while the detection systems trigger some sort of alarm when an attack is detected. For best security measures, both prevention and detection systems should be implemented in the network. The second method is ARP filtering; in which each ARP packet is monitored and logged. If that ARP reply packet was not requested, it gets dropped. This type of solutions is less efficient than static tables; because an expert attacker will wait for an ARP request from the victim's machine, and replies with a spoofed ARP reply packet. The attacker can read the ARP request because it is a broadcast packet.
The third method is Authentication: It is helpful in isolating malicious users entirely and denies them from accessing the network. Authentication systems are efficient in small and closed organizational environments; where users' selection process can be applied based on some authentication policies. But in a more open and public environments, number of users will increase and change rapidly, causing difficulties in keeping the circle of authenticated users free of unwanted malicious users. Moreover, ARP is at data link layer, and it is not straight forward to add authentication at data link layer.
Detection Systems
Detection systems are meant to be installed on end users devices to monitor the ARP table of the user's machine and detect any change in the gateway entry. Then, alert the user that he is under attack. Contrariwise to prevention systems, detection systems should be implemented and designed to be easily installed and used by end users without the need of skilled system and network administrators. In general, these systems can be applied to any type of network.
The Suggested Defense System
Our suggested defense system is an MITM attack detection program that can be installed on end users' machines. It alerts the victim once he/she falls as a victim of MITM attack. In addition, the program tries to heal the ARP table by reconfiguring it with the correct values. The same program can be installed on the network administrators' machines; revealing the IP and MAC addresses of the attacker to help in identifying and isolating the attacker's machine from the network.
The assumption is that the network is initially safe with no attackers. Once the user connects to a network, the program will try to acquire legitimate network parameters. Then, it monitors the ARP table for any non-legitimate changes that might be caused by an MITM attack and warns the user about it. The attacker MAC address can be found in the non-legitimate spoofed ARP replies since in the MITM attack the attacker uses his machine's MAC address bound to the gateway IP address.
The IP address of the attacker can be obtained by resolving his machine's MAC address using the Reverse Address Resolution Protocol (RARP). After an attack is detected, the program starts the healing process. The First part of the healing process is reversing the MITM attack. This is achieved by deleting non-legitimate ARP entries from the ARP table. Then, an ICMP ping packet is sent to the gateway router to force the operating system to re-acquire the gateway's MAC address again. Theoretically, a race condition will arise between the MITM attack initiated by the attacker, and the reversing the process performed by the victim. In fact, the victim will be the winner of this race, since the ARP table, which both the victim and the attacker is trying to control, is saved on the victim's machine that has the defense program running on it.
Second part of the healing process, is to send ARP reply packets with legitimate parameters to the gateway router. A balanced race condition will arise here; since both the attacker and the victim have the same control over the gateway router. The defense program continues sending the legitimate ARP replies while the attacker is sending the spoofed ones.
The suggested defense mechanism is summarized by the following points. This situation assumes a victim is being attacked and the defense program is running on the machine:
1. Initially, the router is presumed to be empoisoned.
2. Upon starting the defense program on the victim machine, it will send ARP request packet to the router, which in turn will reply with correct IP/MAC mapping.
3. The program saves that mapping. Then it keeps monitoring the router MAC address by periodically sending ARP request packets and compares the replies with the previously saved one.
4. The attacker starts initiating an MITM attack by sending poisoned ARP replies to the victim and the router. 5. The router updates its ARP table according to the received poisoned replies. 6. The victim's machine will also updates its ARP table according to the poisoned replies. Simultaneously, the defense program compares these replies with the previously saved one and detects a change in the router MAC address.
7. The program warns the victim about the attack, deletes the poisoned entry from the ARP table, sends healing packet to the router carrying the correct IP/MAC mapping and exposes the IP and MAC addresses of the attacker.
8. Both the defense and the attack processes will keep trying to alter the router ARP table yielding a race condition.
9. Finally, the victim can use the exposed information to report the attack incident. The outcomes of an MITM attack scenario against a victim running the defense program is expected to be as following:
• The victim's machine remains safe, where the attacker is not able to read the traffic flowing from the victim's machine to the router.
• The router may face a balanced race condition, which will result in a semi-failure. But, since the victim detected the attack, it can tell the router about the attack and the attacker gets isolated.
Tools Implementation
This section explains the implementation details of the MITM attacking and defense tools. The goal is to create two efficient and easy to use tools; one is an attacking tool to perform a complete MITM attack scenarios, and the other is a defense tool that can be used by end users to protect themselves against MITM attacks.
Linux based operating systems are chosen as the development platform due to the availability of network related commands and compatibility with network programming libraries. Python language is used as the main programming language of implementation. Version 2.7.6 is used in our tests and it is guaranteed to work trouble-free, earlier and more recent versions of Python 2 may also work, however newer implementation of the Python interpreter (version 3.x) does not work due to compatibility issues with Scapylibrary [15] . The Scapy library contains classes and methods to sniff, manipulate and send data packets of a wide range of network protocols.
Attack Implementation
The ARP class from Scapy library is used to forge ARP reply packets. Considering the network topology shown in Figure 2 , the following code block illustrates how to create a packet object of the ARP packet that should be sent to the victim's machine.
The first parameter is the operation code of the ARP packet. The value 2 denotes that it is a reply packet. The second parameter is the MAC address of the source machine. The third parameter defines the IP address of the source machine. The IP address of the router is passed to this parameter to deceive the victim's machine. The fourth parameter is the destination IP address which is of the victim's machine. And the fifth parameter is the MAC address of the destination which is the victim's machine MAC address.
To send a packet, a function called send() provided by Scapy library that is capable of sending a packet object passed to it. The following code is a call to send() function to send the previously created ARP packet.
After applying this command, the ARP table will have poisoned entries. Now, any packet sent from the victim's machine and directed at the router will be sent to the attacking machine. Another packet object should be created to deceive the router, with same parameter but with different values that correspond to the attacking situation shown in Figure 2 . The following code block shows the creation of this packet.
Most routers feature a web based interface to manage their settings and configurations, which can be used to show the ARP table entries of the router to verify the success of this step.
A problem that could arise now is that after awhile the router may send an ARP reply telling its correct MAC address. This means the victim's machine will not remain deceived. A solution to this problem is to keep sniffing ARP replies sent by the router and resend the defined forged ARP replies once an ARP reply is detected. Scapy library provides the sniff() function to sniff specific data packets matching a defined filter. The ARP packet intended to be detected is either directed at or issued from the router or the victim's machine. Therefore, any ARP packet containing the IP address of the router or the victim's machine should be followed by forged ARP packets; to keep the attack functioning. The following call to sniff() function blocks the loop till any ARP packet matching the filter is detected.
The remaining last step to accomplish a complete MITM attack is to forward the IP packets to its real destination based on the attacker's machine ARP table. Linux systems provide this capability at the kernel level out of the box. The system flag "net.ipv4.ip_forward" holds the state of IP forwarding which is 0 by default in most Linux distributions. Once it is set to 1, the kernel starts the IP forwarding process. Sysctl is a user space interface to change system kernel parameters at run-time. The following command is to enable IP forwarding:
Now, the attacker is in position of man in the middle. The victim's traffic should pass through the attacker's machine and then forwarded to its proper destination. It is clear from the details above that the attacker now is able to filter packets, modify the exchanged packets, and send forged packets. This is the source to many other attacks like DNS spoofing attack and phishing attacks. Due to space limitations, the implementation details of packet inspection and those attacks will not be shown here.
Defense Implementation
Implementation of the suggested defense system begins by monitoring the ARP table which is done by periodically calling the arp command, parsing its output and comparing that output with the previously saved correct IP/MAC entry. Once an attack is detected, a warning message containing the new MAC address assigned to the router will be sent to the GUI process described later. Finally, a healing ARP packet is to be created with Scapy and sent to the router to update its ARP table with the correct IP/MAC mapping of the machine. The following Python function takes the router's IP address and makes the basic defense process.
Functions get_mac() and get_ip() are used to get the original MAC address of the router and the attacker's machine IP address respectively. Send_warning() function sends a warning message and information about the attacker to the GUI process.
Healing process consists of three steps as follows: 1. heal_router() function sends an ARP reply packet containing the correct IP/MAC mapping of the defended machine. The same method shown in Subsection 6.1 can be followed to create and send this healing packet.
2. delete_mac() function deletes the poisoned IP/MAC mapping from the ARP table by calling the command with proper arguments. The following command deletes the ARP entry corresponding to 192.168.1.1 IP address.
3. ping() function sends an ICMP packet to the router in order to force the operating system to update its ARP table. Figure 4 shows the flow of the defense process. As long as no attacks are detected, the process will pause for one second between the main loop iterations using the sleep() function. This procedure is optional but recommended to release the load on the system resources. But if an attack is detected, the instructions inside the "if clause" will get executed without any pauses; to fight back the attacking machine effectively.
To know the IP address of the victim's machine and the router, map library which contains a Port Scanner class can be used. Due to space limitation, it will not be shown here. 
Results and GUI Tools
In this section, we will show the resulted tools that we have developed. They have easy to use interface to generate the attack and to apply the defense.
Attack Tool
A GUI is created to work as a front-end for the attacks we have already implemented. The tool is designed with simplicity in mind using minimal amount of widgets. Figure 5 shows screen shot of the attacking tool.
After selecting the network interface, the application will scan the network for the devices connected to it. A list of all connected devices (except the user own machine) will be in the "Victim IP" list. Note that the scanning process needs a little time to be completed, so the user has to wait until the status bar says "Ready". After that, a "Spoofing mode" should be selected, either a denial of service attack; to block the victim's connection, or a MITM attack; to intercept the victim's packets. After having all the settings done correctly, the "Start" button should be pressed, if the attack is successful, the status bar will show the message "Victim under attack". Now, all the URLs visited by the victim will appear in the "URLs" section, also if the victim logs in to a service, his credentials will be listed in the credentials section. To browse one of the listed URLs, it should be selected, so it will get copied to the Clipboard, and then it can be pasted in a web browser address bar. Figure 5 shows a scenario, in which the victim's visited websites are appearing in the "URLs" section, and the DNS spoofing is performed against Facebook website and the credentials are hijacked.
To stop the attack, the "Stop" button must be clicked on. If one of the settings fields is changed while the attack is running, the new settings will not take effect, unless current the attack is stopped and then start again.
Defense Tool
The main screen window of the defense tool is shown in Figure 6 . The network interface that is connected to the network should be selected first. Then, the gateway IP address should be entered, or the "Auto detect IP" tick should be selected to automatically detect it. Then the "Start" button should be selected to start the defense process. If an attack incident is detected, the IP and MAC addresses of the attacker will appear in the "Status" section. The status section will show the IP address and MAC address of the attacker. If the "Reset ARP table if changed" check button is ticked; the table will be reset with the correct values. With this feature enabled, the tool will fix the ARP table of the machine running it with valid IP/MAC mapping once an attack is detected. Also, it will send the valid matching to the gateway.
Conclusions
The fact that the ARP protocol is a stateless protocol has very dangerous consequences. An attacker could ma- nipulate the connection of the users, steal their data, and even redirect their traffic to different websites than the ones they requested. Network administrators should become more aware of these attacks and take countermeasures against them. Users should also become more aware of them and use security solutions to prevent getting their data stolen.
In this paper, after explaining the vulnerabilities of the ARP protocol and their different types and categories, we have designed and implemented an application that performs ARP spoofing and MITM attack. After that, we have designed and implemented a simple and distributed defense mechanism and tool that works on end user devices to keep him protected from these types of attacks. This mechanism helps in protecting the user from such attacks as shown by applying and running the final product on the user machine.
