




環境及び要件の変化に対応する Web アプリケーションフレームワークの研究 
 
A Study on Web Application Frameworks 
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Figure 1.1 様々な変化を受けるWebアプリケーション 
 
Table 1.1 変化の種類と対応 
対応の種類 静的に対応(静的対応) 動的に対応(動的対応) 









留意点 開発効率、保守性など 対応範囲、対応速度など 



















る。この問題に対するアプローチが静的対応と動的対応の 2 種類であることを述べた。この 2 種類の違
いの本質は、変化が発生してからそれに対応するまでの間に人間の思考の時間が含まれているかどうか


























































































































成するプロセスである(Ramamoothy & Tsai, 1996)。要求工学の中で変化に対応するために、要求変更管理
の研究が行われている(Jayatilleke & Lai, 2018)。 
仕様レベルにおいては、開発対象ソフトウェアの仕様を記述し、詳細化を行う。仕様は、ソフトウェア
コードを開発するために、そのソフトウェアがどう動くべきかを記述する文書である。仕様は UML 
(Rumbaugh, Jacobson, & Booch, 2004)などの人間にとっての理解を向上させるための言語で記述されるこ






域の研究としては、Java PathFinder (Havelund & Pressburger, 2000)やシンボリック実行(片山ほか, 2013)が知




Independent Model (PIM)といい、プラットフォーム固有の仕様モデルを Platform Specific Model (PSM)とい
う。MDD の長所は、開発において PIM から PSM、またはソフトウェア実装を自動的ないし半自動的に
生成できる点にある(Marın, Pereira, Giachetti, Hermosilla, & Serral, 2013)。また、静的に変化に対応するた






Sは以下を満たす(Zave & Jackson, 1997)。 

























するようにしたプログラムの雛形である。共通化部分を coldspot、要件により変わる部分を hotspot とい



























React.js (Facebook Inc, 2021)や Angular (Angular Team, 2021)がある。サーバー向けのフレームワークとして
は、利用できる言語の種類が多いため、言語ごとに様々なフレームワークが提案・利用されている。一例
として、Python言語で書かれた Django (Django Software Foundation, 2021)、Ruby言語で書かれた Ruby on 
Rails (Hansson, 2021)、JavaScript言語で書かれた Node.js, (OpenJS Foundation, 2021)、Scala言語で書かれた
Play (Lightbend, 2021)などがある。これらの違いは、クライアント向けのフレームワークが動的に変化す





















できる最も単純な数値であることから、多くの保守性診断の研究で利用されている(Riaz, Mendes, & 




















2.1.1節で示した Zave & Jacksonの式を再掲する。 
𝑆, 	𝐷 ⊨ 𝑅 
ここで、実行環境が変化し、𝐷 → 𝐷!となったときには、更新された実行環境の元で Rを充足する新たな
S1を求める必要がある。 




のためには𝑆, 𝐷, 𝑅の各要素はソフトウェアで解釈できなければいけない。 
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subsystem)から構成される(Weyns et al., 2013)。また、システム自体が環境(environment)と相互作用してい
る。この様子を Figure 2.2に示す。 



































et al., 2009; Grua, Malavolta, & Lago, 2019)。この様子を Figure 2.3に示す。パラメーター変更は、適応を行
うソフトウェアモジュールのパラメーターを変更することにより動作を変更する適応メカニズムである。








る。Figure 2.3(b)においては、モジュール Aにモジュール Bが接続されていたものを、モジュール Cに接
続し直している。例として、地表の測量などを行う無人航空機(Unmanned Aerial Vehicle: UAV)の適応的動
















































































































































つペアからなるデータ要素から構成される。これはサーバーであれば例えば POJO (Plain Old Java Object)
やハッシュテーブル、クライアントであれば JSON (JavaScript Object Notation)などで表現することができ
る。疑似コードで記述した入出力オブジェクトの一例は以下となる。 
 
user = { 
 name: "John Smith", 
 pwd: 1234, 



















userSchema = { 
name: { type: "string" }, 


























Figure 3.2 ロジックと入出力オブジェクト 
 
Table 3.1 呼出判別表の例 
行 入出力オブジェクト* コマンド ロジック名 
1 User logon login 
2 User pwd chpass 
3 Product order orderProduct 

































































































仕様と解釈すれば、自己適応モデルとしての設計が行える。具体的には、Weyns et al. (2013)のモデルにお
いて、Managed Subsystemとして呼出判別表を用い、Managing Subsystemが呼出判別表を更新するように











































































より店舗 A のサービス serviceA を提供することができる。また、店舗 B にいれば店舗 B のサービス

















class C1 { 
 id: String 
} 
class C2 extends C1 { 
 name: String 
} 
class C3 extends C2 { 




のみを持つ。C2 は C1 を継承して作られるクラスで、追加のメンバーとして利用者名を表す name を持
つ。これは、利用者登録をしているということを想定している。C3は C2を継承して作られるクラスで、





















ある。利用者から位置情報が提供された時に、その場所が店舗 Aであれば店舗 Aのロジック serviceAを






前節の内容を呼出判別表の形式にしたものが Table 3.2 である。これは、Table 3.1 で導入した判別表に
対し、条件の項目が追加されている。なおここで行番号は説明用に便宜的に設けているものである。 






クを示している。このとき、条件として name が null でない時のみ、show_avail が実行される。同様に、
入力が C3 クラスの入出力オブジェクトだったときに、1 行目および 2 行目で示された条件に合わない、
すなわち利用者の現在位置が店舗 A、店舗 B のいずれでもない(そして name が null ではない)場合にも









Table 3.2 拡張した呼出判別表 
行 入出力オブジェクト コマンド 条件 ロジック名 
1 C3 call 𝑙𝑜𝑐 ∈𝑝𝑜𝑠" serviceA 
2 C3 call 𝑙𝑜𝑐 ∈𝑝𝑜𝑠# serviceB 
3 C2 call 𝑛𝑎𝑚𝑒 ≠ 𝑛𝑢𝑙𝑙 show_avail 
4 C1 * * reg_user 
5 ... ... ... ... 
6 * * * fallback 
 
 
Table 3.3 更新された呼出判別表 
行 入出力オブジェクト コマンド 条件 ロジック名 
1 C3 call 𝑙𝑜𝑐 ∈𝑝𝑜𝑠" serviceA 
2 C3 call 𝑙𝑜𝑐 ∈𝑝𝑜𝑠$  serviceB 
3 C2 call 𝑛𝑎𝑚𝑒 ≠ 𝑛𝑢𝑙𝑙 show_avail 
4 C1 * * reg_user 
5 ... ... ... ... 



































Figure 3.7 静的対応・動的対応を統合したモデル 
 
 


































































• 業務固有層: 入出力オブジェクト、スキーマ、呼出判別表、ロジック、画面レイアウト 


















class Employee { 
 employeeId: Integer 
 employeeName: String 
 divisionCode: Integer 
 division: String 
} 
class ApplyDate { 
 startDate: Date 
 endDate: Date 
 validStartDate: Date 









































































企業が利用者とつながることを可能にする(Zealley, Wollan, & Bellin, 2018)。そのためには、利用者の特定


















ここで Table 3.2で示す判別表で動作しているソフトウェアを更新する例を挙げる。これまでクラス C3
では位置情報を提供していたが、これに決済情報も提供するようなクラス C4 にする。C4 は次のように
定義できる。 
 
class C4 extends C2 { 
 loc: Position 





Table 3.4 サービスの更新 
行 入出力オブジェクト コマンド 条件 ロジック名 
1 C4 call 𝑙𝑜𝑐 ∈𝑝𝑜𝑠(𝑥", 	𝑦") serviceAnew 
2 C4 call 𝑙𝑜𝑐 ∈𝑝𝑜𝑠(𝑥# , 	𝑦#) serviceBnew 
3 C2 call 𝑛𝑎𝑚𝑒 ≠ 𝑛𝑢𝑙𝑙 show_avail 
4 C1 * * reg_user 
5 ... ... ... ... 
6 * * * fallback 
 
Table 3.5 メソッド呼び出し説明用の呼出判別表 
行 入出力オブジェクト コマンド 条件 ロジック名 
1 C2 call * serviceA 
2 C3 call 𝑐 ≥ 0 serviceB 
3 C1 call * serviceC 
 




















class C2 extends C1 
class C3 extends C1 { 
 c: Integer 
} 
class C4 extends C1 
 
ここで呼出判別表の 1行目が選択されるのは、引数のクラスが C2の場合である。2行目が選択される



































化に対応できるかが議論されている(Grua et al., 2019; Laprie, 2008)。これは、大きく分けて Foreseen, 



























































組みはシミュレーションだけでなく、AGV (Automatic Guided Vehicle)など実システムでも活用できる可能













































本フレームワーク実装はプラットフォームとして Servlet/JSP (Oracle, 2009; Oracle, 2017)の環境を利用して
構築した。 
フレームワークの動作はブラウザからのリクエストによって開始するが、その際クライアントからは
入力が HTTP のリクエストパラメーターとして送られてくる。JSP の仕様に従い入出力オブジェクトを








Figure 4.1 サーバー型フレームワーク 
 
 
Figure 4.2 画面レイアウトの例 
通信
ロジック(Java)







































































• 対象アプリケーションは総務系 1業務。画面周りの実装とし、データベース入出力は含まない 
• 開発者は業務系エンジニア 
























Table 4.1 サンプルにおける実装量の計測(サーバー) 
フレームワーク なし(行) あり(行) 削減率 
ロジック 1,697 264 84% 
定義体 406 1,707 − 
全体 2,103 1,971 13% 
 
Table 4.2 サーバー型フレームワークにおける各 hotspotの実装 






































労・総務のサービスを行うマイオフィスシステムに採用され、最大 10 万人に利用されている。 
 















































































内に記述される。具体的には、たとえば logonという部品(ボタンを想定)の clickおよび mouseoverという
イベントが発生した時に実行される関数の名前は、以下のように記述される。 
 
Handlers = { 
  logon: { 
  // logonの clickイベントが発生 
    click: function() { ... }  
  } 
 // logonの mouseoverイベントが発生、ショートカット記述法 























































Table 4.3 サンプルにおける実装量の計測(クライアント) 
フレームワーク なし(行) あり(行) 削減率 
ロジック 733 276 62% 
メッセージリソース 446 446 0% 
入出力オブジェクト 0 55 N/A 
HTML 260 185 29% 
全体 1,439 962 33% 
 
Table 4.4 クライアント型フレームワークにおける各 hotspotの実装 
 画面表現 ロジック 










































• nx1 マッチング 



















Figure 4.5 適応型フレームワーク 
 
Table 4.5 Buddyup!の呼出判別表 
行 入出力オブジェクト 条件(nはマッチング人数) ロジック名 
1 User 0 ≦ n < 9 match_client 
2 User 10 ≦ n < 20 match_server 
3 User 20 ≦ n < 30 null 
4 ... ... ... 
5 Object * match_fallback 
 
Table 4.6 関数𝑛&'(の性能特性値マップ 
量子空間番号 値(nはマッチング人数) 移動平均値 実行時間 
1 0 ≦ n < 9 𝜇<𝑛&'( , 1, 𝑘? 𝑥(𝑛&'( , 1, 𝑘) 
2 10 ≦ n < 20 𝜇<𝑛&'( , 2, 𝑘? 𝑥(𝑛&'( , 2, 𝑘) 
3 20 ≦ n < 30 𝜇<𝑛&'( , 3, 𝑘? 𝑥(𝑛&'( , 3, 𝑘) 



































実際の呼出判別表を Table 4.5に示す。呼出判別表で選択対象となるロジックはクライアントの nxmマ












平均値𝜇<𝑛&'( , 𝑗, 𝑘?、最新の実行時間𝑥(𝑛&'( , 𝑗, 𝑘)を持つ。ここで、𝑗は量子空間に付けた番号、𝑘はサイクル










象 Objectに対する match_fallbackが縮退ロジックとして選択される。 
このあと、次の式を用いて移動平均値を更新する。ここで、𝑤は過去の観測値をどこまで考慮して逐次
の平均値や分散値を導出するかを調整する重みである。 
𝜇(𝑛𝑓𝑖𝑑, 𝑗, 𝑘) =
1
𝑤 + 1










Figure 4.6 マッチング人数による応答時間の変化 
4.3.4 考察 
































































関係を Figure 5.1に示す。 








Figure 5.1 アプリケーションとフレームワーク 
 
5.2 WebWare 意味モデル 
ここでは、Webアプリケーションの仕様を記述するためのモデルである WebWare意味モデルについて
説明する。意味モデルを特定の実装技術に依存させないことで、様々な実装フレームワークに対応させ
ることができる。WebWare意味モデルの設計はコンポーネント、ポート、コネクタ(Shaw & Garlan, 1996)
による方法を用いる。なお、これは UML (OMG, 2017)のアクティビティ図のサブセットにもなっている。 
Page と Action 
本意味モデルでは、Figure 5.2に示すように、Pageと Actionという、それぞれ 0個以上の入力ポートと





ポートは 4 種類ある。Page の入力ポート(accept)は、HTML における URL など、Page を表示するため
に必要な指定情報を表す。Page の出力ポート(target)は、Action または Page に対するリクエストを示す。
Action の入力ポート(accept)は Action を起動するために必要な指定情報を表す。Action の出力ポート
(response)は Actionからのレスポンスを示す。それぞれのポートは、フレームワークごとに異なる属性の
セットを持つ。これは、フレームワークごとに Pageの表示や Actionの起動などに必要な情報が異なるた
めである。たとえば、Struts (Apache, 2018)の場合，Actionの Acceptは Strutsの場合は URIで表されるが、
本研究におけるフレームワークモデルの場合は入出力データのクラスとコマンドで示される。 
遷移 


















1. Pageから Pageへの直接の遷移 
2. Pageから Actionへのリクエスト 
3. Actionから表示する Pageの選択 
4. Actionから Actionの呼び出し 
ポートの属性はフレームワークによって異なるため、ネゴシエーションの詳細はフレームワークによっ







Figure 5.2 Pageと Action 
 
 
Figure 5.3 ネゴシエーションの例 
 
Page Action





























Figure 5.4 並行状態 
 
 













Page p1 Page p2

















































































































𝑆!, 	𝐷! ⊨ 𝑅 
であるときに、D1に対応する S1を求めることに相当する。要件の変化は 


































1. Angular Team. (2021). Angular - The modern web developer's platform. Retrieved June, 2021. Angular: 
https://angular.io 
2. Apache. (2018). Welcome to the Apache Struts project. Retrieved June, 2021. Apache Struts: 
https://struts.apache.org/ 
3. Apple, (2021). SensorKit. Retrieved June, 2021. Apple Developer Documentation: 
https://developer.apple.com/documentation/sensorkit 
4. Beugnard, A., & Sadou, S. (2007). Method overloading and overriding cause distribution transparency and 
encapsulation flaws. Journal of Object Technology, 6(2), 31-45. 
5. Beydeda, S., Book, M, & Gruhn, V. (Eds.) (2005). Model-driven software development. Springer, Berlin, 
Heidelberg. 
6. Braberman, V., D'Ippolito, N., Kramer, J., Sykes, D., & Uchitel, S. (2015, August). Morph: A reference 
architecture for conafiguration and behaviour self-adaptation. In International workshop on control theory 
for software engineering, 9-16. 
7. Brosch, P., Kappel, G., Langer, P., Seidl, M., Wieland, K., & Wimmer, M. (2012, June). An introduction to 
model versioning. In International school on formal methods for the design of computer, communication 
and software systems, 336-398. Springer, Berlin, Heidelberg. 
8. Cheng, B., de Lemos, R., Giese, H., Inverardi, P., Magee, J., Andersson, J., Becker, B., Bencomo, N., Brun, 
Y., Cukic, B., Di Marzo Serugendo, G., Dustdar, S., Finkelstein, A., Gacek, C., Geihs, K., Grassi, V., 
Karsai, G., Kienle, H., Kramer, J., Litoiu, M., Malek, S., Mirandola, R., M ̈uller, H., Park, S., Shaw, M., 
Tichy, M., Tivoli, M., Weyns, D., & J. Whittle. (2009). Software engineering for self-adaptive systems: A 
research roadmap. Lecture notes in computer science, 5525, 1-20, Springer, Berlin, Heidelberg. 
9. Chumbley, R., Durand, J., Pilz, G., & Rutt, T. (2010). Basic profile version 2.0 final material. Retrieved 
July, 2021. Web Services Interoperability Organization. WS-I: http://ws-i.org/profiles/BasicProfile-2.0-
2010-11-09.html 
10. Django Software Foundation. (2021). Django: The Web framework for perfectionists with deadlines. 
Retrieved June, 2021. Django: https://www.djangoproject.com/ 
11. Durr, E., & van Katwijk, J. (1992). VDM++, a formal specification language for object-oriented designs. 
In CompEuro Computer Systems and Software Engineering, 214-219. IEEE. 
12. Facebook Inc. (2021). React - A JavaScript library for building user interfaces. Retrieved June, 2021. 
reactjs.org: https://reactjs.org 
13. Forsberg, K., & Mooz, H. (1991, October). The relationship of system engineering to the project cycle. In 
INCOSE international symposium, 1(1), 57-65. 
14. Fowler M. (2001). Separating user interface code. IEEE Software, 18(2), 96-97. 
15. Ganpati, A., Kalia, A., & Singh, H. (2012). A comparative study of maintainability index of open source 
software. International Journal of Emerging Technology and Advanced Engineering, 2(10), 228-230. 
16. Garlan, D., Cheng, S. W., Huang, A. C., Schmerl, B., & Steenkiste, P. (2004). Rainbow: Architecture-
based self-adaptation with reusable infrastructure. IEEE Computer, 37(10), 46-54. 




18. Google, (2021). Sensors overview | Android developers. Retrieved June, 2021. Andoid for Developers: 
https://developer.android.com/guide/topics/sensors/sensors_overview 
19. Grua, E. M., Malavolta, I., & Lago, P. (2019, May). Self-adaptation in mobile apps: a systematic literature 
study. In 2019 IEEE/ACM 14th international symposium on software engineering for adaptive and self-
managing systems (SEAMS), 51-62. IEEE. 
20. Hales, W. (2012). HTML5 and JavaScript Web Apps: Bridging the gap between the web and the mobile 
web, O'Reilly Media, Inc. 
21. Hansson, D. H. (2021). Ruby on Rails | A web-application framework that includes everything needed to 
create database-backed web applications according to the Model-View-Controller (MVC) pattern. 
Retrieved June, 2021. Ruby on Rails: https://rubyonrails.org/ 
22. Havelund, K., & Pressburger, T. (2000). Model checking java programs using java pathfinder. 
International Journal on Software Tools for Technology Transfer, 2(4), 366-381. 
23. Hinchey, M., Park, S., & Schmid, K. (2012). Building dynamic software product lines. IEEE Computer, 
45(10), 22-26. 
24. Hürsch, W., & Lopes, C.V. (1995). Separation of concerns. Technical report NU-CCS-95-03, Northeastern 
university, Boston, Massachusetts. 
25. International Organization for Standardization. (2002). Information technology — Z formal specification 
notation — Syntax, type system and semantics (ISO/IEC 13568:2002). 
26. International Organization for Standardization. (2011). Systems and software engineering — Systems and 
software quality requirements and evaluation (SQuaRE) — System and software quality models (ISO/IEC 
25010:2011). 
27. Japan Industrial Standard (2013). システム及びソフトウェア製品の品質要求及び評価(SQuaRE) ―
システム及びソフトウェア品質モデル (JIS X 25010:2013). 
28. Jayatilleke, S., & Lai, R. (2018). A systematic review of requirements change management. Information 
and Software Technology, 93, 163-185. 
29. Jørstad, I., van Thanh, D., & Dustdar, S. (2005, August). The personalization of mobile services. In IEEE 
international conference on wireless and mobile computing, networking and communications 
(WiMob'2005), 4, 59-65. IEEE. 
30. Lamsweerde, A. V. (2009). Requirements engineering: from system goals to UML models to software 
specifications. Wiley, Chichester. 
31. Laprie, J. C. (2008, June). From dependability to resilience. In 38th IEEE/IFIP international conference on 
dependable systems and networks, G8-G9. 
32. Lightbend. (2021). Play Framework - Build modern & scalable web apps with Java and Scala. Retrieved 
June, 2021. Play: https://www.playframework.com/ 
33. Maggio, M., Papadopoulos, A. V., Filieri, A., & Hoffmann, H. (2017, May). Self-adaptive video encoder: 
Comparison of multiple adaptation strategies made simple. In 2017 IEEE/ACM 12th international 
symposium on software engineering for adaptive and self-managing systems (SEAMS), 123-128. IEEE. 
34. Marın, B., Pereira, J., Giachetti, G., Hermosilla, F., & Serral, E. (2013). A general framework for the 
development of MDD projects. In 1st international conference on model-driven engineering and software 
development (MODELSWARD), 257-260. 
35. Matsutsuka, T., Nagahashi, K., Nomura, Y., Hara, H. (2000). An architecture to develop presentation 
logic for enterprise business applications. In Evolve 2000 conference. 
 
 60 
36. Matsutsuka, T. (2005). Model-driven development approach to web applications. In IASTED international 
conference on software engineering. 
37. McGrath, R. G. (2013). The end of competitive advantage, Hardvard business review press. 
38. MDN. (2021a). Same-origin policy - Web security, Retrieved July, 2021. MDN Web Docs: 
https://developer.mozilla.org/en-US/docs/Web/Security/Same-origin_policy 
39. MDN. (2021b). Ajax - Developer guides, Retrieved July, 2021. MDN Web Docs: 
https://developer.mozilla.org/en-US/docs/Web/Guide/AJAX 
40. Meier, L., Honegger, D., & Pollefeys, M. (2015, May). PX4: A node-based multithreaded open source 
robotics framework for deeply embedded platforms. In 2015 IEEE international conference on robotics 
and automation (ICRA), 6235-6240. IEEE. 
41. Murwantara, I. M. (2020, September). An initial framework of dynamic software product line engineering 
for adaptive service robot. In 2020 international conference on computer science and its application in 
agriculture (ICOSICA), 1-6. IEEE. 
42. OMG. (2017). Unified modeling language specification. Retrieved June, 2021. Object Management 
Group: https://www.omg.org/spec/UML/About-UML/ 
43. OpenJS Foundation. (2021). Node.js. Retrieved June, 2021. Node.js: https://nodejs.org/en/ 
44. Oracle. (2009). JavaServer pages technology. Retrieved June, 2021. Oracle: 
https://www.oracle.com/java/technologies/jspt.html 
45. Oracle. (2017). JSR 369: Java Servlet 4.0 specification. Retrieved June, 2021. Java Community Process: 
https://jcp.org/en/jsr/detail?id=369 
46. Oracle. (n.d.). JavaServer Faces technology. Retrieved July, 2021. Oracle: 
https://www.oracle.com/java/technologies/javaserverfaces.html 
47. Pree, W. (1994, July). Meta patterns—A means for capturing the essentials of reusable object-oriented 
design. In European conference on object-oriented programming, 150-162. Springer, Berlin, Heidelberg. 
48. Raheel, S. (2016, November). Improving the user experience using an intelligent adaptive user interface in 
mobile applications. In 2016 IEEE international multidisciplinary conference on engineering technology 
(IMCET), 64-68. IEEE. 
49. Rajput, D. S., & Gour, R. (2016). An IoT framework for healthcare monitoring systems. International 
Journal of Computer Science and Information Security, 14(5), 451. 
50. Ramamoorthy, C. V., & Tsai, W. T. (1996). Advances in software engineering. IEEE Computer, 29(10), 47-
58. 
51. Riaz, M., Mendes, E., & Tempero, E. (2009, October). A systematic review of software maintainability 
prediction and metrics. In 2009 3rd international symposium on empirical software engineering and 
measurement, 367-377. IEEE. 
52. Rumbaugh, J., Jacobson, I., & Booch, G. (2004). The unified modeling language reference manual, 2nd 
edition, Pearson higher education.  
53. Salehie, M., & Tahvildari, L. (2007, May). A quality-driven approach to enable decision-making in self-
adaptive software. In 29th international conference on software engineering (ICSE'07 Companion), 103-
104. IEEE. 
54. Salehie, M., & Tahvildari, L. (2009). Self-adaptive software: Landscape and research challenges. ACM 
Transactions on Autonomous and Adaptive Systems (TAAS), 4(2), 1-42. 





56. Shaw, M., & Garlan, D. (1996). Software architecture: perspectives on an emerging discipline. Prentice Hall. 
57. Walker, J. D., & Chapra, S. C. (2014). A client-side web application for interactive environmental 
simulation modelling. Environmental Modelling & Software, 55, 49-60. 
58. Weyns, D., & Georgeff, M. (2009). Self-adaptation using multiagent systems. IEEE Software, 27(1), 
86-91. 
59. Weyns, D., Schmerl, B., Grassi, V., Malek, S., Mirandola, R., Prehofer, C., Wuttke, J., Andersson, J., 
Giese, H., & Göschka, K. M. (2013). On patterns for decentralized control in self-adaptive systems. In 
Software engineering for self-adaptive systems, 76-107. Springer, Berlin, Heidelberg. 
60. Zave, P., & Jackson, M. (1997). Four dark corners of requirements engineering. ACM Transactions on 
Software Engineering and Methodology (TOSEM), 6(1), 1-30. 
61. Zealley, J., Wollan, R., & Bellin, J. (2018). Marketers need to stop focusing on loyalty and start thinking 
about relevance. Harvard business review: https://hbr.org/2018/03/marketers-need-to-stop-focusing-on-
loyalty-and-start-thinking-about-relevance 
62. 尾島良司. (1999, Nov). Java と CORBA によるシステム開発., Unisys Technology Review, 63, 52-59. 
63. 片山 朝子, 上原 忠弘, 藤原 翔一朗, 宗像 一樹, 徳本 晋, & 前田 芳晴. (2013). 業務システムを
対象としたシンボリック実行による検証試行. ソフトウェアエンジニアリングシンポジウム, 1-6. 
64. 桑原 寛明, 金子 伸幸, 渥美 紀寿, 山本 晋一郎, & 阿草 清滋. (2008). 学と産の連携による基盤
ソフトウェアの先進的開発:7.高信頼 WebWare 生成技術：WebWare のテスト・解析・作成支援. 
情報処理, 49(11), 1271-1276. 
65. 鄭 顕志, 清水 遼, 高橋 竜一, & 石川 冬樹. (2014). 自己適応ソフトウェアのための自己適応性
設計に関する研究動向, コンピュータソフトウェア, 31(1), 1_49-1_59. 
66. 富士通. (2020, Mar). イベント連動型マッチングサービス「Buddyup!」を活用した川崎市域での
経済活性化の取り組みを川崎市産業振興財団と開始. Retrieved June, 2021. 富士通研究所プレスリ
リース: https://www.fujitsu.com/jp/group/labs/about/resources/article/202002-buddyup.html 







1. 松塚 貴英, 阿草 清滋, 山本 晋一郎. (2005). ラウンドトリップエンジニアリングを目指した 
Webアプリケーションのための意味モデル, 情報処理学会論文誌, 46(5), 1145-1154. 
2. 小高 敏裕, 松塚 貴英, 野村 佳秀, 村上 雅彦, 山本 里枝子. (2007). SIPアプリケーションフレー
ムワークの開発と適用, 情報処理学会論文誌, 48(8), 2674-2683. 
3. 松塚貴英. (2008). 業務アプリケーションに適用する Ajax フレームワーク, 情報処理学会論文誌, 
49(7), 2360-2371. 
国際会議発表 
1. Matsutsuka, T., Nagahashi, K., Nomura, Y., & Hara, H. (2000). An architecture to develop presentation 
logic for enterprise business applications. In Evolve 2000 conference. 
2. Ookubo, T, Matsutsuka, T., Nomura, Y., Hara, H., & Uehara, S. (2000). Practical experiences of 
designing a distributed collaborative system. In Fourth international enterprise distributed object 
computing conference (EDOC), IEEE. 
3. Matsutsuka, T. (2005, Feb). Model-driven development approach to web applications. In IASTED 
international conference on software engineering. 
4. Yamamoto, K., & Matsutsuka, T. (2016, January). Efficient call path detection for Android-OS size of 
huge source code, In Sixth international conference on computer science, engineering and 
applications (CCSEA 2016), Dubai, UAE. 
5. Matsutsuka, T., & Iida, I. (2021, Mar). A matching service to adapt changing situations. In 19th IADIS 
international conference e-Society. 
国内学会発表 
1. 松塚 貴英, 野村 佳秀. (2000). JSP を用いたWeb アプリケーション構築のためのフレームワーク
UJI, 情報処理学会研究報告(2000-SE-129), 9-16. 
2. 野村 佳秀, 松塚 貴英. (2000). Webアプリケーションフレームワーク UJIの GUI構成部品のコン
ポーネント化技術, 情報処理学会研究報告(2000-SE-129), 17-24. 
3. 松塚 貴英. (2001). ビジネスアプリケーションにおけるフレームワークの適用に関する考察, ウ
ィンターワークショップ・イン・金沢論文集, 情報処理学会. 
4. 松塚 貴英, 高山 龍二. (2007). 業務アプリケーションに利用するための Ajaxフレームワーク, ソ
フトウェアエンジニアリングシンポジウム 2007論文集. 
5. 松塚 貴英, 飯田 一朗. (2019). 動的適応部品による自己適応ソフトウェアの検討. 情報処理学会
研究報告コンシューマ・デバイス＆システム(CDS) ,2019-CDS-25(5),1-8 (2019-05-23) , 2188-8604. 





1. Fujikawa, Y., & Matsutsuka, T. (2004, Jun). New web application development tool and its MDA-based 
support methodology, Fujitsu Science & Technical Journal, 40(1), 94-101. 
2. Hu B., Carvalho, N., Laera, L., Lee V., & Matsutsuka, T. (2012). Applying semantic technologies to public 
sector: A case study in fraud detection. In Joint international semantic technology conference (JIST), 319-
325. 
3. Naseer, A., Laera, L., & Matsutsuka, T. (2013). Enterprise BigGraph. In Hawaii international conference on 
system sciences (HICSS), 1005-1014.  
4. Hu, B., Carvalho, N., & Matsutsuka, T. (2013). Towards big linked data: A large-scale, distributed semantic 
data storage. International Journal of Data Warehousing and Mining (IJDWM), 9(4), 19-43, IGI Global. 
5. Igata, N., Nishino, F., Kume, T., & Matsutsuka, T. (2014, January). Information integration and utilization 
technology using linked data, Fujitsu Science & Technology Journal, 50(1), 3-8. 
6. Hu, B., Naseer, N., & Matsutsuka, T. (2014, January). Anomaly detection technology using BigGraph, 
Fujitsu Science & Technology Journal, 50(1), 9-15. 
7. Matsutsuka, T., Takahashi, M., Noma, Y., Washio, S., & Ikeda, E. (2020, May). Social Conditions Regarding 
Data Utilization and Fujitsu’s Initiatives. Fujitsu Technical Review, 2. 
 
