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An exciting new medium for teaching math and science has been developed in the 
form of the Lego RCX. This engineering report documents work done to enhance the 
versatility and provide extensions to the RCX. The RCX can now be used to collect 
physical measurements and perform experiments more effectively. With the completion 
of the work presented here, several new modules and resources have been developed that 
extend the current capabilities of the system, including new measurement types, and the 
removal of the line of sight requirement associated with the RCX's communication 
subsystem. Specifically, new temperature and acceleration sensors have been developed, 
new software to support data acquisition has been written to both acquire and present 
sensor data. In addition, a whole new system that allows RF communications between a 
computer base station and one or more RCX units has been developed. As a 
demonstration of this work, a weather station, capable of temperature, wind speed and 
direction, and communication from a remote location has been designed and developed. 
 
These developments, coupled with high-level languages like RoboLab and Not 
Quite C, are changing the way science and technology are being brought to K12 students 
by allowing science experiments to become cooperative and interactive. Students now 
have the tools to explore physical systems and measurements using a familiar tool, the 
RCX brick. In addition, using the RoboLab programming environment, software has been 
developed to provide data presentation and analysis in a user friendly fashion so that the 
data collected by the RCX will be useful to the student.   
 
Because this report is intended as a resource for K12 teachers, in addition to 
satisfying the requirements for the Master of Engineering, the reader will find a number 
of sections written with a pedagogical style. 
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CHAPTER 1 





Lego Mindstorms are taking the country (and the world) by storm. Since their 
introduction in 1997, hundreds of thousands of these robotic kits, based on the Lego 
construction system with the addition of sensors, motor actuators, and a microcontroller, 
have been sold. A very strong development community has also evolved and a number of 
new assets have been added, e.g., NQC, a C programming environment, and RoboLab, a 
LabVIEW programming environment. A wide variety of robotic systems have been built 
and demonstrated using Lego Mindstorm kits, and they are easily the most widely used 
tools for teaching kids about robots in the world. Their success as a teaching tool and 
motivator for learning is obvious to anyone who has watched children working with these 
kits. For the last three years, CSM has been hosting the NEAT Network Workshop, a 
workshop devoted to teaching K12 teachers about engineering and in helping them to 
develop curriculum to teach math and science in their classrooms using robots. While the 
program has been very successful, one of the things that has been noted is that science 
and math teachers often had need for systems that are capable of collecting real-world 
data. Thus the Lego robot is useful as a tool but when used strictly as a robot, its scope is 
limited in teaching many of the topics needed to satisfy the requirements of CSAP.  Thus 
the idea was born that the RCX brick could be used as a data acquisition system and as 
such could be useful in a wide variety of science experiments and thus expand its 
usefulness in the K12 setting. In order to affect this result, a deep understanding of how 
the RCX works had to be developed. As demonstration of the capability of the RCX as a 
data acquisition device, the idea of using the Lego Mindstorm kit along with several new 
modules to build a weather station was developed. This project required the development 
of new sensors, new methods of interpreting the data collected, and new Lego designs for 
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the weather station. In addition, since the idea is to have the weather station outside and 
IR communication with the RCX would be difficult, if not impossible, the task of 
developing a radio frequency (RF), link to the RCX was also identified. While a few of 
the ardent members of the Mindstorm development community had talked of the value of 
such a capability, no one, until this project, has been successful at producing such a 
system.  
 
In addition, RoboCamps, another part of the K12 robotics program at CSM, has been 
pioneering the use of Handy Crickets, a new generation of microprocessors for teaching 
robots. The same need for wireless RF communications among several Cricket bots was 
needed for one of the theme-based camps. Part of the work reported here describes the 
wireless communication system developed for the Crickets.  
 
While Lego Mindstorm kits are perceived to be “toys” they, in fact, contain all the 
ingredients of a self-contained microprocessor based command, control and 
communications system. The development and solutions reported here are every bit as 
demanding as would be faced if one were working with similar type systems in industry. 
In fact, because the inner working of the RCX have never been published, a good deal of 
reverse engineering has been undertaken in order to learn how the system functions.  
 
This report will commence with a detailed overview of the RCX module from Lego’s 
Mindstorm.  It then details the functionality of the Handy Cricket and the RCX brick.  
The report then provides specific projects to highlight the RCX's versatility.  Specific 
technical detail is provided at appropriate points throughout this report.  This detail 











The Robotics Invention System, a variant of the Mindstorm kit, is an advanced 
robotics building kit sold by Lego. The main component of the system is the RCX 
microcontroller, called “the brick” by aficionados. With the current configuration of the 
RCX many interesting projects can be created. There is a very active development 
community and results are published on the web in special interest groups, such as yahoo 
(Yahoo 2003), robocamps.com (Krugman 2001) and there are over 21,000 web sites
1
 
associated with these kits. In addition, a number of books on building and programming 
robots using the Lego Mindstorm system have started to arrive in the last two years. 
Below are a few examples that I found useful:  
 
 Extreme MindStorm: An Advanced Guide to Lego MindStorm (Dave Baum 
2000) 
 Creative Projects with LEGO MindStorm (Erwin 2001) 
 Dave Baum's Definitive Guide to LEGO Mindstorms (Baum 2002) 
 
The RCX or “brick” is a programmable microcontroller, specifically the Hitachi 
H8/3292 (Hitachi 1998).   It includes ROM, RAM, four types of timers, a serial 
communication interface, A/D (analog to digital) converter and six I/O (Input/Output) 
ports. These components of the microcontroller have been configured in such a manner 
that the RCX has the following features: 
 
 Motor ports (3) 
                                                 
1
 The 21,000 websites were obtained by searching "Lego RCX" with the www.google.com search engine. 
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 Sensor ports (3) 
 Timers (4) 
 Half Duplex Communication 
 Data storage 
 Piezo Buzzer 
 Programming Languages and Firmware 
 
 
2.1 Motor Ports 
 
The three motor ports offer bi-directional outputs, (forward and reverse motion) 
for motors that are attached to the RCX. The power is provided to the ports via a PWM 
(pulse width modulation) signal, where the duty cycle controls the motor speed. In the 
standard RCX firmware there are 8 power settings for the ports that control the speed of 
the motor. There are also free-wheel and brake mode control over each of the motors. 
The free wheel operation allows the motors to coast to a stop whereas the brake operation 
"locks" the motors. The motors will typically stop abruptly in the brake mode; however, 
it is a function of the momentum on the motor's shaft. 
 
The motors provided with the RCX are quite powerful and operate with a ring 
gear, which means that they are capable of generating significant torque for their size; see 
Table 2.1 below for measured current and power values for a typical Lego Gearhead 
Motor operating from a 9 volt battery supply.  
 
Table 2.1 – RCX Power Measurements 
Condition Current (mA) Power (W) Power (mHP) 
Steady State – no load 20 0.16 0.215 




The measurements that are displayed above, in Table 2.1, were recorded by inserting a 
current meter in line with an RCX and motor. First running the motor at steady state and 
then stalling the motor obtained the two reported measurements. 
 
 
2.2 Sensor Ports 
 
The three sensor ports are connected to the A/D portion of the microcontroller. 
There are two modes of operation for these ports; powered and un-powered. These two 
configurations allow a great deal of flexibility in interpreting the voltage values presented 
at RCX ports. These modes are configurable in eight ways. These change the format of 
how the values are report or displayed by the RCX. Summaries of the eight 
configurations are shown in the Table 2.2, below. 
   
Table 2.2 – Port Configurations 
Type Description Values 
Raw  10 bit A/D value 0-1023 
Boolean  0 or 1 0 = Raw > 562, 1 = RAW< 460 
Edge Count Transition from 0 to 1 or 1 to 0 0 = Raw > 562, 1 = RAW< 460 
Pulse Count Transitions from 1 to 0 0 = Raw > 562, 1 = RAW< 460 
Percentage RAW values scaled as percent 1023 = 100%, 0 = 0% 
Celsius Temperature in degrees Celsius 0.0 to 102.4  
Fahrenheit Temperature in degrees Fahrenheit 0.0 to 102.4  




2.2.1 Analog to Digital Conversion 
 
The RAW type above is what the RCX A/D actually records as the measured 
values, and the modes are interpreting these values for user convenience. The values 0-
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1023 are direct results of the analog to digital conversions and will be explained in the 
text to follow.  
 
The first aspect to understand is that the RCX is built on a microcontroller, which 
is a binary digital device. The A/D is a 10-bit device, which defines the resolution to 
which the device can resolve an analog value. You can think of it as the number of 
locations that are available to store different values. The concept is analogous to a file 
cabinet, where the number of bits determines how many "drawers" are in the cabinet. An 

















As the number of bits is increased and the range remains the same, the resolution 
increases. As shown in Figure 2.1, if we add more drawers to the file cabinet, we reduce 




Figure 2.1 - File Cabinet Resolution 
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In the case of the RCX, the system is 10 bits, which yields 1024 bins to store different 
values as shown in Equation (2.1). Each bit doubles the number of bins and thus 
increases the resolution by a factor of two.  
 
 
 102 1024  (2.1) 
 
 
To determine the resolution of the system, the range of the A/D's allowable voltage inputs 
















   (2.3) 
 
 
The resolution is then multiplied by the RAW value (bin number) to get the actual 
voltage value. For example if the RAW value is 454, the RCX is measuring 2.22 V, as 
shown below in Equation (2.4). 
 




   (2.4) 
 
 
Now that we understand what the numbers mean, we need to present how the numbers 




2.2.2 Un-Powered or Passive Sensor Ports 
 
The sensors ports of the RCX are polarized, so in many cases it is important to 
know which lead is being connected to which side of the analog to digital converter 
(A/D). However, this would mean that the users of the system would have to be aware of, 
and properly implement this polarity when they attach a sensor. A simple circuit, with 
four diodes, can be constructed that alleviates this concern. The schematic for the circuit 
is shown below in Figure 2.2.  It is important to note that the addition of the diodes 
causes a voltage drop in the measurement. Typically, diodes drop the source voltage by 





Figure 2.2 – Polarity Circuit Schematic  
 
 
In addition to using the devices provided with the Robotics Inventions System, 
this circuit can be used to measure changes in voltage. Since the RCX microcontroller 
has built in A/D converters many different types of sensors can be connected as long as 
the ports are not over-voltaged. The sensor port is capable of handling voltages between  
– 0.3 V to +5.3 V, anything above or below these values is not recommended [Hitachi, 
1998 #22.  
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The ports have a voltage source in series with a resistor.  By adding devices or 
wiring between the two sides, the circuit is completed and able to read and display 
values. There are two circuits that describe how the ports can be used to read external 






Figure 2.3 – Voltage Divider Schematic Figure 2.4 – Voltage Source Schematic 
 
 
The first circuit is a voltage divider, which divides the source voltage into smaller 
values as a ratio of the external resistor's value change. As shown on the schematics 
above, R1 is a 10k resistor and BAT is the 5-volt supply and both are inside the RCX. 

























The second circuit is similar, except that we are adding a voltage source across the 
terminals. If we do the math we get the following Equation (2.7). 
 
 5 10 externalk i V    (2.7)  
 




2.2.3 Powered Sensor  
 
The powered mode is used for sensors that require power for the sensor to take 
readings. The Lego rotation and light sensor are two examples of such a device. The 
RCX has a unique way of powering devices, it uses the same two connections to read and 
power the device, where the power and read modes are time sliced, that is, divided in 
time – only one mode at any one instant. The RCX powers the device for 3 ms and then 
reads the value for 0.1 ms. (Dave Baum 2000). While this simplifies the number of 
connections to the RCX, it also causes two problems: 1) Since the power is switching on 
and off, it creates noise that can usually be detected by the sensor; and 2) it limits the 
amount of power that an external device can use. The RCX is capable of supplying 
(sourcing) around 25 mA of current, but since the supply is stopped for the reading the 
energy must be stored in a capacitor to keep devices powered. The schematic for such a 





Figure 2.5 – Powered Sensor Circuit Schematic 
 
 
As can be seen in the figure above, the circuit has six diodes. Diodes D1-D4 are to 
correct for polarity problems and D4&D5 don't allow current back to the RCX's A/D 
ports. This "traps" the sensors voltage and allows the RCX to read the value. In the case 
of the figure above the resistor R2 is replacing a load that a sensor might impose. If this 
circuit were constructed, the value that the RCX would read could be estimated from the 
voltage divider equation and converted to the RCX's RAW value, as shown below. 
Notice that the 0.7 voltage drop from the diode is included in the calculation, shown in 




























The RCX has four timers that are available for the user. These timers start once 
the RCX is turned on and can be captured or reset, as the user requires. The timers have 
100 ms accuracy. The values can be used for programming but are also used to turn the 
RCX off after a certain time of inactivity.  
 
 
2.4 Half Duplex Communication 
 
The Communication protocol for the RCX is quite robust and each command or 




Figure 2.6 - RCX Communication Packet 
 
 
In Table 2.3 below, an example of the above packet is presented. 
 
Table 2.3 – RCX Packet Example 
# Description Hexadecimal Ex. Binary Ex. 
1 opcode header   
2 command code   
3 complement of #2 0xFF – 0xF7=0x08 1111 1111 - 1111 0111 = 0000 1000 
4 command message   
5 complement of #4   
6 checksum  0xF7 + 0x03 = 0xFA 1111 0111 + 0000 0011 = 1111 1010 
7 complement of #6   
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In the above packet the command is a message that would be sent from the tower 
to an RCX or RCX to RCX (Boulette 2002). This command is uni-directional and doesn't 
receive a response from the recipient. Other opcodes request information from the RCX. 
For example, the PBBattery command requests the status of the RCX's battery, to which 
the RCX replies with the current charge of its batteries. A list of all of the commands can 
be found in the LEGO SDK guide (LEGO 2000).  
 
The communication from the tower to the RCX and back uses an RS232 protocol. 
The communication specifications are summarized in Table 2.4. (Proudfoot 1998)  
 
Table 2.4 RCX Communication Setting 
Speed 2400 bps 
Data Bits 8 
Parity None 
Stop Bits 1 
 
 
2.5 Data Storage 
 
The RCX is capable of logging and storing data. The storage space available is a 
function of how large the installed user programs are because the space is shared. The 
total allocation for programs and the data log is 6 KB. Using a simple logging program, 
the log can accumulate about 1000 data points. 
 
 
2.6 Piezo Buzzer 
 
The RCX has a small piezoelectric buzzer that is configurable to make a variety of beeps 
at variable frequencies. The buzzer's configuration is flexible; the user can pick from six 
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preset tones or specify a frequency and duration. This flexibility can be used to signal 
events and/or play a simple musical tune. 
 
 
2.7 Firmware and Programming Languages   
 
The aspect that makes the RCX so flexible is the ability to reprogram the 
microcontroller in software. There are two ways that the software can be updated. The 
first is the programs that are developed and executed by the users of the RCX and the 
second is the RCX firmware. The user programs are instructions or task that the users 
define, like turn motor A on for 2 seconds. The firmware is essentially the operating 
system of the RCX, it allows the users to download programs or tasks, and the firmware 
tells the RCX how it is to execute the tasks and utilize the hardware. One of the main 
reasons more flexibility has evolved into the RCX is because of the software changes and 
or updates for the microcontroller. These updates have come in two flavors: one being the 
third party cross-compilers and second; the third party firmware upgrades. In the original 
release of the RCX, the specifics of the firmware weren't available to the public. 
Individuals hacked the firmware and developed both high-level cross compilers and 
firmware. Lego recognized and embraced this interest and allowed users to download a 
beta version of their Software Development Kit (SDK). (LEGO 2000) Then, as they 
moved toward the second release, feedback from the community regarding the beta 
release, made RCX 2.0 much more powerful. This also stimulated the third party 
development of firmware and cross-compilers for higher-level languages, like Not Quite 
C (NQC) (Baum 2000) and RoboLab (Instruments 2000).   
 
For the scope of this report and my research, I have focused on only two of the 
languages that are available for programming the RCX: Not Quite C (NQC) and 
RoboLab. (See Chapter 7 and 8, respectively) Both of these high level languages use the 
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Lego firmware, RCX 2.0. There are many others choices available that have more 
flexibility in configuring the RCX, for example JavaOS and LegoOS. These platforms 
use their own firmware, which is beyond the scope of this report, however they are great 
examples of the community and support behind the Lego kit.  
 
 
2.8 RCX Community 
 
An entire community has evolved around the RCX in different facets. This 
community has dissected, hacked and reverse engineered the RCX in so many different 
ways that it is impossible to summarize efforts of the community. In fact, in September 
2001 issue of IEEE Spectrum (Perry 2001) published a very interesting article about the 
people in this community and some of their efforts and inventions. One of the most 
impressive inventions cited in this article is J.P. Brown's Rubik's Cube-solving robot 
(Brown 2001). The robot can visually inspect a Rubik cube and then mechanically move 
the cube to its solution in about twenty moves. Another clever invention is a 5 DOF robot 





The Lego Robotics Invention System is truly a remarkable package that has 
proven many times over to be extremely valuable as a teaching tool. As stated above, the 
system exhibits a remarkable collection of features and with its ability to be programmed, 
is extremely flexible. Since its inception in 1997, thousands of designs, creations and 
tools have surfaced that have pushed the system to obtain incredible achievements. The 
most significant realization of the system however, is the excitement and creativity that it 
generates with its unbounded possibilities.        
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CHAPTER 3  




The Handy Cricket is a device similar to the RCX. It has many of the same 
features, but offers a much more explicitly documented design. A picture of the device 





Figure 3.1 - The Handy Cricket (Martin 2002) 
 
 
Most of the details behind the design are well documented on the Handy Cricket's 
web site (Martin 2002). For example the circuit schematic can be found in its entirety. In 
this section of the report, there will be a brief description of the device and its features. 
This report doesn’t provide much technical detail about this device since the Handy 
Cricket website discloses this extensively.  This is in contrast to the internals of the RCX, 
which had to be discovered through experimentation. Additionally, the Handy Cricket is 
included in this report because it offers an alternative to the RCX and its use stimulated 
ideas that eventually evolved into the radio frequency projects for the RCX.  
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The main component of the Handy Cricket is the PIC16C715, which is a 
microcontroller manufactured by PICMicro. This microcontroller features ROM, RAM, 
13 I/O Pins, timer modules and 4 A/D channels. These features are used to give the 
cricket the following features 
 
 Motor Ports (2) 
 Sensor Ports (2) 
 Bus Expansion Ports 
 Piezo Buzzer 
 Half Duplex Communication 
 Programming Languages and Firmware 
 
 
3.1 Motor Ports 
 
The two motor ports of the cricket operate with the use of an H-Bridges. The 
cricket software allows eight different levels of power control to the motors (seven speed 




3.2 Sensor Ports 
 
The cricket’s two sensor ports are different from the RCX ports in several 
respects: 1) there are only two ports available, 2) the power and sense operations are 
provided on separate lines, and 3) the A/D converters are only 8 bit (rather than 10 bit) 




3.2 Bus Expansion Ports  
 
The Handy Cricket has two built-in bus ports that allow external devices to be 
connected and communicate with the Handy Cricket. At the time of the writing of this 
document the only bus device advertised on the Handy Cricket's website is an LED 
Number Display, however there are several devices proposed for future release. The 
details for creating bus devices are documented on the web site. The only real restrictions 
are that the devices follow a communication standard that allows the two entities to 
communicate. This communication protocol is similar to RS232, however it is tailored 
for micro-to-micro communications that do not have built-in UART's. The advantage of 
this is that the cricket doesn't require special hardware and therefore can conceivably be 
built from a wide variety of microcontrollers.  A diagram of the serial transmission can be 
seen below in Figure 3.2. 
 
 
Figure 3.2 - Cricket Bus Protocol (Martin 2002) 
 
 
The important feature to note in the above figure is the "Pre-Start" period. This 
gives the microcontroller time to get ready to receive the data coming in on the bus line. 
Then when the data starts on the next rising edge, the data transmission takes only 80 μs. 
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This means that communication is possible without dedicating the majority of the 
processing time solely for listening for commands.  
 
Another positive aspect of the Cricket's bus is that its use is configurable by the 
user through software. The software has read and write functions for the bus, but it is up 
to the user and/or the device to determine how the communication devices exchange 
information. The user can send and receive messages in any sequence desired. An 
example of this flexibility is the development of a Radio Frequency bus device. By 
utilizing this open structure of the bus, a wireless bus device that allows crickets to send 
commands to other crickets via a wireless media was possible. The original intent of the 
bus was to develop different addressable devices, each with a different function. Since 
the bus can be sent values in the range of 0-255, we exploited this feature and used the 
transmitted numbers to accomplish different functions. A simple scheme was developed 
so that multiple crickets could be listening to a master cricket and respond accordingly. 









Each group of four numbers, shown above, achieved a task: forward, backward, 
left, and right in a vehicle scenario. Since the bus has such an open form, this scheme 
could be built into the PIC that is associated with bus devices. The bus devices can also 
send information back to the host cricket, so with more effort we could establish bi-
directional communication between the crickets using an alternative mode, rather than the 
IR communication they already possess. Again, since there are only a few requirements 
of the bus devices, the opportunities for further development are very abundant. The 
details of the Radio Frequency Bus Device can be found in more detail in the appendix of 
this report.   
 
 
3.4 Piezo Buzzer 
 
The Cricket has a small piezoelectric buzzer that is configurable to make a variety 
of beeps at variable frequencies. The buzzer's configuration is flexible; like the RCX, the 
user can specify a frequency and duration. This flexibility can be used to signal events 
and/or play a simple musical tune. 
 
 
3.5 Half Duplex Communication 
 
The Cricket's communication protocol is documented on the website and operates 
with the settings listed in Table 3.1. 
 
Table 3.1 – Cricket Communication Settings 
Speed 9600 bps 
Data Bits 8 
Parity None 
Stop Bits 1 
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The protocol does have a feature that allows the crickets to have "names", so commands 
can be sent to specific units and/or ignored. This feature can allow multiple devices to 
work together communicating at different levels. 
 
 
3.6 Firmware and Programming Languages 
 
Unlike the RCX, there is currently only one programming language that can be 
used with the Crickets, called Logo. The firmware or run-time interpreter is written in 
PIC assembly language and cannot be upgraded. However, the byte code is available and 
described on the web site in great detail. As suggested by Dr. Martin, a cross-compiler 





As summarized in the text above, the Handy Cricket is similar in nature to the 
RCX. Both systems include ROM, RAM, timers, serial communication interfaces, A/D 
converters, I/O ports and can be configured to perform a multitude of different task. The 
main purpose for including the Handy Cricket in this report is for completeness and to 
show an alternative to the RCX. Both platforms were used in the development of this 
research, however without the creation of the RF bus device, the realization of the RF 










The goal of the weather station is to demonstrate how the Lego Mindstorm system 
could be used to develop a "science orientated" project, that is, a project that investigates 
some aspect of math and science that involves data gathering but is not a robot. A 
weather station was chosen because 1) it involves an aspect of science in which everyone 
has familiarity 2) it has several different quantities that can be measured, and 3) it 
emphasizes “time-series” data gathering. 
 
Typical weather stations measure temperature, wind speed and wind direction. 
The value of the Mindstorm weather station as a teaching project in math and science is 
in the development of the sensors and communication modules for this station.  
 
  The Lego Mindstorm system had several limitations that had to be overcome to 
build a working weather station.  1) The system required modularity so as not to disrupt 
an already working system.  2) Sensors for measuring wind speed and direction do not 
exist in the Lego Mindstorm system.  3) The communications inherent in Mindstorm 
were simply  “line of sight“ IR.  4) The Mindstorm LED display, or user interface had to 
be modified to provide understandable readings. As a result, technical development of the 
weather station evolved around the building of the following: 
 
1. Temperature Sensor 
2. Wind Sensor 
3.  Wind Direction Sensor 
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4.  RF Communications 
5. User Interface 
 
The development detail of these modules follows: 
 
 
4.1 Temperature Sensor  
 
The first component that was developed for the weather station was a temperature 
sensor. Currently The LEGO Mindstorm system has a temperature sensor that may be 
purchased, however the sensor is expensive at $28 (Pitsco 1999). Since the RCX utilizes 
a microcontroller that contains analog to digital conversion capabilities, simple circuits 
can be used to replicate the LEGO™ temperature sensor.  
 
The design uses a thermistor, which is solid-state electronic device whose 
resistance changes as a function of temperature. Using the RCX as a data logger, these 
resistance changes can be measured (as changes in voltage) and converted to temperature. 
The heart of the system is an electrical circuit called a voltage divider. Shown below, in 
Figure 4.1, is the schematic for this circuit, where the pins VOUT and GND are the 





Figure 4.1 – Voltage Divider  
 
 Since the RCX can only measure changes in voltage, the voltage divider circuit 
with the thermistor as the second resistor works well. The RCX's A/D devices are wired 
to 5 volts through a 10k resistor and when devices are connected across the terminals, as 
with the thermistor, the circuit is completed. For example, if you were to place a 10k 
thermistor between the two terminals and view the output on the screen, the value would 













As can be seen above, as the thermistor changes resistance value, as a function of 
temperature, the voltages changes. This relationship can then be solved for resistance and 
used to calculate the temperature. The equation for relating voltage to resistance is shown 














Since thermistor resistance varies with temperature, manufactures provide data 
sheets that relate resistance to temperature. Typically this relationship is called the 
"sensitivity", and given in ohm/deg. This means that once the resistance is known, we can 
multiple by one over the sensitivity and convert the value to a temperature. Typically, 
manufacturers will provide the data and/or an equation for this sensitivity. The 
thermistors available from Radio Shack only have the data, however this data can be used 
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to fit an equation. Below in Figure 4.2, is the graph of the data as resistance vs. 




Figure 4.2 – Thermistor Data, R
2
 = 0.9872 
 
 
Notice that the curve takes on a logarithmic shape, so when we fit a trend line, a 
logarithmic approximation should be used. If we are using Microsoft Excel, the program 
then provides a fit and the equation or "sensitivity" for the characteristics of the 
thermistor. Notice that the fit isn't perfect, (in fact a 3
rd
 order logarithmic function, called 
the Steinhart-Hart relationship, Equation (4.3) shown below, should be used) however for 
non-critical measurements in the region of normal operations, 0 to 100 degrees Celsius 
the simpler log fit is adequate. 
 
2 3
0 1 2 3
1
(ln( )) (ln( )) (ln( ))A A R A R A R
T
        (4.3) 
 
If we only fit the data in the region of interest, 0 to 100 degrees Celsius we improve the 
accuracy, where the largest error is reduced from 10.8 C to 4.1 C. This reduction in 
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error is also evident in the fit, as can be seen below in Figure 4.3, where the R
2
 value 




Figure 4.3 – Thermistor Data, R
2
 = 0.9948 
 
 
4.2 Wind Speed Sensor 
 
The second sensor that was developed for the weather station was a wind speed 
sensor. The wind speed sensor was developed almost entirely from Lego pieces, with the 
only addition being ping-pong ball halves for the wind cups. The heart of the system’s 
ability to measure wind speed is the Lego rotation sensor. The sensor has been coupled 
with a wind vein, designed from Lego parts, to operate and measure wind in the range of 
5-60 mph. The construction of this device can be found in the Appendix of this report and 
a picture of the design is shown below in Figure 4.4 and 4.5. In addition to close attention 
to structural design, the successful construction of this device was dependent on the 







Figure 4.4 – Wind Speed Sensor Figure 4.5 – Wind Speed Vein 
 
 
The calibration of the device was performed using a Davis Anemometer and a 
simulation ventilation shaft, courtesy of the CSM Mining Department. To calibrate the 
device, several data sets were colleted with the RCX at various fan speeds and correlated 
to the known wind speed. The data taken in the trial is presented below in Table 4.1. 
 
Table 4.1 – Wind Speed Data  
Speed Level Avg. Pulse Count. Wind Speed Wind Speed 
 (Pulse/sec) (Fpm) (Mph) 
#0 0.00 0.00 0.00 
#1 51.57 1334.50 15.16 
#2 82.73 2037.50 23.15 
#3 112.70 3294.00 37.43 
#4 175.09 3967.50 45.09 
     
 





Figure 4.6 – Wind Speed Sensitivity  
 
 
A trend line was added to find the sensitivity of the device. Note that the values 
above 133 pulses/sec are above the manufacturer’s limit of 500 RPM's, which is why the 
data points start to deviate from the trend line.  The sensitivity can then be used to 
determine the current wind speed. The equation that relates RCX Rotations Pulses per 
second into MPH is shown in Equation (4.4). 
 
 0.2802y x   (4.4) 
 
 
Once this relationship was calculated, the sensor was used in several trial runs. The trials 
consisted of strapping the sensor to the roof of a car.  The speed of the car as shown by its 
speedometer was then closely monitored in 5-second time intervals so as to correlate the 






Figure 4.7 – Wind Speed Trial  
 
 
In the above graphic, it can be seen that the logging was started after the vehicle 
reached a steady velocity of approximately 45 MPH on the highway. Then we exited the 
highway and came to a stop. Then re-entered the highway and accelerated to 
approximately 65 MPH, before the conclusion of the trial.   
 
 
4.3 Wind Direction Sensor 
 
The third sensor that was developed for the weather station was a wind direction 
sensor. There are two designs that can achieve the direction sensing: 1) using the Lego 
rotation sensor or 2) using a rotational potentiometer. Each scheme can provide similar 
results, however the first uses existing Lego parts and the second requires modifications 
of an potentiometer.  
 
The first option uses the Lego rotation sensor, which can resolve a single device 
rotation into sixteen parts. This device rotation can be changed with the addition of gears 
or pulleys, so that a user specified gear ratio could increase the resolution of the 
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measurement. Since the rotational sensor, once initialized counts up and down, the sensor 
must be initialized in a known direction and then the ratio must be used to calculate the 
current direction.   
 
The second option is to use a rotational potentiometer and calibrate the sensor's 
value to various positions. This choice has the advantage of absolute positioning, that is, 
reading the same value at each different position, regardless of how many full rotations 
the sensor has made, since this potentiometer is not limited to a finite number of turns. In 
addition, this choice has more than twice the resolution if we use a 10 k rotational 
potentiometer, without any additional gearing. A suitable 1-turn rotational potentiometer 





Figure 4.8 - Rotational Potentiometer 
 
 
4.4 Radio Frequency and Infrared Communication 
 
A severe limitation of the Mindstorm RCX is that it uses only IR 
communications, which means “line of sight” communications must be maintained. The 
goal of the Radio Frequency (RF) communications is to extend the range of the current 
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infrared devices, while not tampering with the brick itself. Ideally, the weather station 
could be mounted outside a building and with RF capabilities, the RCX could be still be 
accessible for data downloads, program updates and status. The development of this is 
the most extensive portion of this report.  Therefore, it is presented later as a separate 




4.5 User Interface - RoboLab 
 
As part of the weather station, a Graphical User Interface (GUI) was developed in 
RoboLab. RoboLab is an additional software platform that can be purchased and used 
with the RCX. RoboLab was developed from a partnership with National Instruments, the 
creators of LabVIEW, LEGO Dacta, and Tufts University to "develop engineering 
intuition"(Instruments 2000). RoboLab was used to design a pleasing graphical interface 
for logging data from the weather station. This program is used by the RCX as a virtual 
instrument (VI). Later in this report, some of the more advanced features and details of 
RoboLab and its parent product LabVIEW will be shown, including the module 





The goal of the weather station is to illustrate aspects of math and science in an 
experimental environment. While it is very evident that measuring physical aspects, like 
temperature and wind speed, are of scientific value, the weather station goes beyond 
traditional approaches because it is modular.  
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There are many pieces that were developed for the system, each of which can be 
used as individual teaching aids or the system can be used as a whole. For example, since 
the thermistor was discussed from the bottom up, each step of the development can be 
used. In many cases mathematics is hard for students to grasp because it can be abstract. 
However, with a thermistor and an RCX, students can physically see how algebra can be 
used to solve for temperature. In addition, since the weather station is re-configurable in 
software, a multitude of experiments can be preformed that investigate different aspects 










The second project created with the Lego’s RCX is an Acceleration and Tilt 
Sensor. As an educational tool this highlights the mechanics and mathematics behind the 
measurement of acceleration and gravitational pull.  
 
This sensor was developed to measure relatively low frequency vibrations, that is, 
less than 50 Hz, and to also be sensitive to tilt. The acceleration sensor is based on the 
Motorola MMA1201P micro machined accelerometer (Motorola 2000). This device is a 
MEMS capacitive based measuring device that is sensitive to changes in the gravitational 








As can be seen in the figure above, the device has two fixed capacitive plates and 
a beam that is free to move with the motion that the device is attached to. This movement 
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changes the differential capacitance and is measured by the device's electronics and 
converted to a voltage that correlates to the excitation (Devices 1998). An external device 





The acceleration sensor is capable of measuring ± 40 g, with a bandwidth 
response of 0-50 Hz, where the upper limit is a function of the RCX's A/D sampling time 
and the Nyquist Theorem. The Motorola accelerometer has several built in features that 
make the use of this device very convenient. The device has a built in 4 pole Bessel Filter 
and temperature compensation. However, the output is proportional to the supply power.  
Because the RCX supply power is a function of the battery level, a Low Dropout Voltage 
Regulator was added to the circuit to ensure that each unit provides similar voltage 
outputs. The manufacturer’s stated sensitivity is 50 mV/g. Since the RCX has a 10-bit 
A/D converter the resolution is 4.88 mV, over a 5-volt range. This allows the RCX to 





The manufacturer has given the sensitivity for the device, however the device can 
output between 0-5 volts and the nominal value at 1 g and the sensitivity need to be 
verified. The device's output therefore must be calibrated against known constant values. 
Typically, accelerometers have an axis of sensitivity and by changing the orientation of 
the device; the device's output is affected. To calibrate the device we can orientate the 
device with respect to the earth's gravitational field and obtain three known g values. 





Figure 5.2 – Axis Orientations (Devices 1998) 
 
 
By performing this calibration we can both verify that the device is within the 
manufacturer’s specifications and measure what output value corresponds to 0 g's. These 
measurements can be seen below, in Figure 5.3, along with the calibrated sensitivity and 
offset.  
    
 
 




As can be seen from the figure above, the sensitivity is 38.4 mV/g and the offset 
at zero g is 3.646 V. Notice that the sensitivity is different than was stated by the 
manufacturer, but since the calibration was performed, the true values can be used. These 
calibrated values can now be used to find acceleration and tilt measurements during 
experimentation. An example of each type of measurement will be shown in the next 
section of this report.  
 
 
5.3 Acceleration Measurements 
 
The sensor is capable of capturing waveform measurements, such as vibration. As 
an example of capturing a vibration waveform, a simple spring mass system was set-up, 





Figure 5.4 - Slinky and Mass Figure 5.5 – Free Body Diagram 
 
 
The experiment consisted of a slinky, a cup and some batteries. The slinky was 
used as the spring and the batteries were used for the mass of the system. For the 
experiment the spring constant is determined by first weighing the batteries. Then 
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additional batteries were added and their respective deflection of the spring was 





Figure 5.6 – Slinky Spring Constant 
 
 
As can be seen from the slope of the line, the slinky's spring constant (or spring 
rate) is 2.06 N/m. In order to produce data for the experiment, a single battery was 
dropped into the cup. This is called a step input and has a known mathematical solution 
for the second order system model for which this slinky-cup-battery is an example. For 
the experiment I used the RCX and the acceleration and tilt sensor to record the 
oscillation. As defined by the mathematics, one would expect to see a periodic decaying 
oscillation in the waveform. This oscillation and decay can be seen below in Figure 5.7, 
where the blue line is the mathematical solution and the red points are the data collected 
























Figure 5.7 - Slinky Decay 
 
 
As can be seen the model and the data match-up very well. The mathematics 
behind the solution is quite complex; these results were obtained by applying the 
convolution integral. (Inman 1994). This integral defines the response to an arbitrary 
input (in our case a step input, the battery being dropped onto the system) and of the 
modeled dynamic system. The general form of the equation can be seen below in 
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 The details of this experiment demonstrate that the RCX and the acceleration and tilt 
sensor can be used for more sophisticated experiments. It can also be used for such things 
as measuring the effectiveness of packing material for fragile contents such as an egg. 
 
 
5.4 Tilt Measurements 
 
The accelerometer may also be used to capture DC measurements such as tilt. 
Since the Motorola sensor has bandwidth response to DC, changes in alignment or tilt 
result in a change in the sensor’s output. This is the same concept that allowed for the 
calibration of the device. Since the device is sensitive over such a large range of 
acceleration (± 40 g) the sensor is only able to resolve changes in angles of about 11 
degrees. A graph of the calibration and of the accelerometers data while rotating 360 





Figure 5.8 - Tilt Sensitivity Figure 5.9 – 360° of Tilt 
 
 
In the above graphics it can be verified that the device is sensitive to 
approximately 11 deg/bin and that the device exhibits what is known as hysterisis. 
Hysterisis is when a known input produces different outputs due to energy losses in the 
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system. To collect this data, the sensor was rotated 360 degrees, where the start and end 
should have given the same value. This can be seen in Figure 5.8, where the sensor’s 
slopes should be equal but negatives of each other since the angles were being reversed 
as they pass through 180 degrees. Another important aspect to collecting data is noise. 
Noise can be caused by many external sources, however in this example there are two 
sources that produce the majority of the noise. The first is user induced. As can be seen in 
Figure 5.9. where the data jumped around as my hand shook or as I switched from hand 
to hand to make the full revolution, and could be eliminated by developing a mechanical 
rotation jig. The second noise source is from the electrical system. As stated earlier, 
powered sensors require the RCX to switch the power on and off during A/D readings. 
This noise can be "cleaned-up" or low-pass filtered, by performing a running averaging 
on the data. As can be seen below in Figure 5.10, the original data is blue and the 








5.5 Components and Schematic 
 
As stated earlier, the accelerometer that was used in this design is a MEMs 
device, produced by Motorola. While this might not be the best choice of accelerometers, 
in terms of device performance, it is available from suppliers in small quantities. The 
electrical schematic can be seen below in Figure 5.11. A full size schematic can be found 









The circuit for this device went through several iterations and still is not perfect. 
Since the device's life will be spent measuring relatively small inputs, a lower g 
accelerometer would be preferred. This would boost the sensitivity and therefore the 
resolution of the device. Also, instead of using the manufacturer’s recommended RC 
filter values of 7.2 kHz, I would push the values closer to the limits of the RCX. This 
should help limit the noise from the switching power supply. Despite these shortcomings, 
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the device is quite capable of gathering useful information that can be used to illustrate 









There are three parts to making a Radio Frequency (RF) link from the tower to the 
RCX. The first is to couple the tower to an RF transceiver, the second is to provide an RF 
transceiver front-end for the RCX, and the last is converting the RF signal back into an 
infrared signal for the RCX. A block diagram of the system can be seen below in Figure 






Figure 6.1 - RF Link Block Diagram 
 
 
During the process of designing and testing these circuits, numerous pitfalls and 
hurdles arose. The design and testing of an RF system is almost "black magic" and 
without the proper equipment, extremely difficult to test. The text to follow describes 
what is involved in a basic RF system. Hopefully this document will help people develop 
a better solution.   
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6.1 Radio Frequency Basics 
 
An RF transmitter works in the following way. The oscillator places the data 
within a carrier frequency, which is called modulation. Modulation is a very important 
technique that allows information to be imbedded within a much higher frequency signal. 
While there are many topologies and forms of modulation, the technique used for many 
infrared remote controls illustrates the concept very nicely. A discussion of the IR 
modulation will be presented in greater detail in the infrared communications section of 
this report. Once the signal is modulated, it is then amplified and radiated through an 




Figure 6.2 – RF Oscillator (Linx 1997) 
 
 
The RF receiver basically works in the reverse of the transmitter. The carrier 
frequency is picked-up via the antenna, which is designed to resonate at the transmission 
frequency, and then amplified to a usable level. The mixer and oscillator then convert the 
signal into a new, lower frequency, where the detector can then strip out the data that was 




Figure 6.3 – RF Mixer (Linx 1997) 
 
 
The RCX communication protocol requires the RF link to operate in a half-duplex 
mode. This means that the tower and RCX need to transmit and receive, but not at the 
same time. This requires that the transmissions can be distinguished between host and 
remote, since each unit can transmit and receive.  This scenario leads to two possibilities. 
First, that each receiver can ignore what it is currently being transmitted, or second, that 
each receiver pair in the host/remote combination operates at different frequencies. There 
are three design scenarios that I experimented with during the RF development. Each 
scenario had certain advantages and disadvantages, which will be explained in the text to 
follow.  
 
A pair of RF transceiver modules, specifically RF Monolithics DR3000 series 
transceivers, were used in the development of these systems. These OEM modules 
operated at a frequency of 916.5 MHz and are designed to transmit wireless data at 
speeds up to 115.2 kbps. (RF Monolithics 2001) The modules are capable of transmitting 
and receiving data by switching modes and they operate with low power requirements. 
These modules were originally purchased for a design developed for the cricket bus, 
which can be found in the Appendices of this report. Because the hardware was not 
design specific, it does not have ideal performance, and future designs should correct this 
shortcoming. Specifically, the RCX's communications operates at 2400 bps and the RMF 
transceivers (the RF portion of the design) won't operate at speeds lower than 14.4 kbps. 
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This limitation was overcome by adding the IR's carrier frequency to the RF 
transmission. While this method works, the communication could be improved by finding 
a transceiver that better fits the baud rate specifications of the RCX.  
 
 
6.2 Design Option 1 – Single Frequency 
 












Figure 6.5 – PC Side Circuit Schematic 
 
 
The first scenario is achieved by switching the transceiver from receive mode to 
transmit mode for a specific amount of time. This is possible because each transmission 
has a fixed duration. At 2400 bps, the 9-byte packet or word, requires 37.53 ms to be 
completed. The start bit of the transmission triggers a delay pulse that disables the 
receiver for the specified time and then the transceiver switches back to receive mode.  
This delay must be very precise, because many of the transmissions are immediately 
followed with a reply from the receiving unit and the transceiver requires 20 μs to switch 






Figure 6.6 - Transmit Flow Diagram 
 
 
The delay pulse is generated with a 555 timer and an RC circuit. This component 
exists in both the PC and RCX schematics above. The component schematic and values 
can be seen below in Figures 6.7. 
 
 
Figure 6.7 - Delay Generator (Roon 1995) 
 
 
In the Figure 6.8, the delay is triggered through an XOR gate tied to ground and the 





Figure 6.8 - Delay Timing Diagram 
 
 
The reason that an XOR gate is required is because the idle state of the transmitter is low 
(after inverting). This facilitates the switch from the default receive mode, to the transmit 
mode, as soon as a start bit is transmitted. Because of the delay pulse generator and the 
fixed transmission time, it is possible to use only one frequency for the communications, 
which is a significant savings in hardware and complexity. 
 
 
6.3 Design Option 2 – Multiple Frequencies 
 
The second scenario is really an addition to the first, but offers a bit more 
flexibility, in which multiple RCX's could co-exist and the transceivers would not be 
required to toggle between transmit and receive modes. This scenario would be 
accomplished by having multiple frequency transceivers, where transmit and receive 
functions operate at different frequencies. There are many manufacturers of transceivers 
that offer this feature; therefore it is possible to operate multiple RCXs at the same time. 
However, the current version of the Lego firmware for the RCXs does not have a good 
way of distinguishing between transmissions intended for specific bricks. Such capability 
is very desirable if we want to direct the actions of several different robots. This brings us 
to the third design option.   
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6.4 Design Option 3 – PIC Interception 
 
The third scenario is a combination of the previous two, with the main addition to 
the system being a PICmicro microcontroller. The PIC can be inserted into the design and 
used as an interpreter to determine to which RCX the communication is intended. If the 
multiple frequency scenario is coupled with a PIC, then the microcontroller could 
interpret commands and switch the transceivers frequencies. The scenario is a bit more 
complicated but could potentially allow access to multiple RCX's. Also since there have 
been many variants to the firmware develop by individual developers, these 
modifications could potentially include an ID scheme that allows individual access to an 
RCX. The header that is currently sent in each transmission could be modified to include 
identification for an individual RCX. If the packet structure, previously discussed 
(Section 2.4) is studied, it can be seen that there is a header that gets sent in each string, 
specifically in hexadecimal 55 FF 00. If this header were modified to a unique value for 
each specific interpreter, then each device could be uniquely addressable. An example of 










6.5 Infrared Communication 
 
The last piece of the design is translating the signal back to an infrared medium. 
This is important because it allows the communication to be transparent to the RCX. The 
infrared signal requires a carrier signal. To generate the carrier frequency for the infrared 
signal a timer chip is used as an astable multivibrator. In this operation the chip produces 
a square wave, where the frequency and duty cycle are tunable by 2 resistors and a 
capacitor(Roon 1995). The frequency and duty cycle are governed by the following 






















The schematic and values for generating a 38 kHz, square wave, with a 47% duty cycle is 




Figure 6.10 - 38 kHz Square Wave Generator (Roon 1995) 
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The last part of making the infrared communication operate is combining the 
carrier frequency with the signal. This combination is accomplished by using an AND 





Figure 6.11 - 38kHz Carrier Signal and Data 
 
 
The purpose of this combination is to give the signal a more reliable way of being 
detected. The signal is modulated at 38 kHz; therefore, on the receiving end the signal 
can be detected with a band pass filter. This greatly reduces the effects of noise in the 





During the research efforts of developing and testing this device, there were many 
citations by individuals who were trying to accomplish a similar objective, however none 
have been successful. As can be seen from the design iterations above, the development 
and investigation for the RF link was singularly the most challenging portion of this 
report. However, the insights and potential applications that were gained from the 
experience are also the largest contribution to the initial goal of extending the capabilities 
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of the RCX. With this design, the limitations of requiring line of sight communications 









RoboLab is an additional software platform that can be purchased and used with 
the RCX. The software has been developed under a very powerful language called 
LabVIEW. The platform is a graphical programming language that can be used to 
develop many different applications. In the context of this report RoboLab was used to 
design a nice graphical interface for logging data from the weather station. Because of the 
inclusion of many features from LabVIEW, RoboLab can be used to develop programs, 
which are referred to as virtual instruments (VI). These programs could be used to 
provide functionality beyond just programming the RCX brick. 
 
LabVIEW and RoboLab VIs have two main features: the front panel and the 
block diagram. The front panel is typically the user interface and the block diagram is the 
programming area. In many of the examples developed in RoboLab programming guide, 
the front panel is seldom used, at least as an interface (Dacta 2002). Instead, there is a 
part of RoboLab called "Investigator" that provides similar functionality. In this report I 
have not used RoboLab in this manner because it is possible to develop programs that 
include all of the features of the "Investigator" in the VI. I believe that choosing not to 
use the "Investigator" makes the programs more specialized but easier to use for the end 
user. Also, I've chosen this methodology because in most instances how the results are 
displayed for the user are consistent throughout the program's life, so why not build these 
features into the program. 
  
RoboLab is a high level programming language, where programs can interact with 
the user and respond to input requests. This functionality can update the programs on the 
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RCX or request information from the RCX, all of which can be wrapped inside a 
graphical interface for the end user. The weather station VI, which uses these features, 
will be discussed in the text to follow.   
 
 
7.1 Weather Station Virtual Instrument (VI) 
 
The weather station VI provides a convenient front panel that allows the user to 
select the types of sensors and their respective logging interval. The program can be 
downloaded to the RCX and when finished, the data can be retrieved, plotted and stored 








The weather station VI was constructed as a state machine where different 
operations were constructed in modules; so more functionality could be added later. As 
an example, during the early phases of construction, only a temperature sensor was 
available but the structure was established so more sensors could be added. This structure 
also allows the VI to be running continuously, but will only upload or download 
information to the RCX as instructed by the user. The feature that makes this possible is a 
sub-VI. The sub-VI is essentially a function of a program, which is bundled, in a concise 
format that can be called or modified later. This feature also allows for the establishment 
of hierarchical and modular programming. RoboLab was also designed to use many of 
the data features of LabVIEW, where much of the data is encapsulated in clusters. This 
encapsulated data structure lends itself to another important aspect of a sub-VI, where 
high-level programs can make calls to a re-usable sub-VI.     
 
Another example of sub-VI use is for the calibrations of different sensors in the 
Weather Station.  Each sensor requires a different sensitivity, corresponding to their 
specific operation. A Sub-VI is constructed in a manner that allows the data to be 
extracted from the encapsulated structures, manipulated and then restored. While this 
makes the VI complicated, it allowed the built-in features of RoboLab to be used later in 
the program.  Figure 7.2, shows the data stream inputs of the logged data and then the 
output of the sub-VI's modification of the data stream. Notice that the sub-VI has two 





Figure 7.2 – Device Data Structure 
 
 
These inputs allow the sub-VI to determine the appropriate modifications to 
perform on the data cluster. In Figure 7.3, the internal block diagram of the sub-VI that 
adjusts the data log by the wind speed's sensitivity is displayed. The data cluster is 
unbundled into its two array components, time and pulse counts. Then the pulse count is 







Figure 7.3 – Wind Speed Data Cluster 
 
 
Figures 7.4 and 7.5 are similar examples but for a temperature sensor and for no 
sensor, respectively. The important part to note about this sub-VI is that more sensors and 
their corresponding sensitivities can be added quickly because the structure is strictly 
defined. This also allows the sensor's data to be evaluated in more advanced scenarios 









Figure 7.5 – No Sensor Data Cluster 
 
 
The same methodology can be used to perform the tasks that are downloaded and 
run on the RCX. In this case, the sensors for the weather station, their sample rate and the 





Figure7.6 – Port Configuration Sub-VI 
 
 
The internals of the sub-VI, shown below in Figure 7.7, then shows that each 





Figure 7.7 – Sensor Definitions 
 
 
Finally, in Figure 7.8 and 7.9 below, we reach the actual sensor's definitions and the code 
















RoboLab offers a dynamic range of programming solutions and coupled with its 
graphical environment, it provides many unique attributes that can be used to illustrate 
concepts of physical measurements. The VI developed for the weather station utilizes the 
graphical nature of the language for configuring the data collection options and for 
displaying the results of an experiment. These aspects are very important because they 
provide immediate results for the users. Additionally, since RoboLab is built from 
LabVIEW, very modular programs can be developed. As in the weather station VI, the 
programs can be expanded to accept future developments. Because of these features, 
RoboLab is an excellent resource that can be used to both teach and show how math and 








NQC is a programming language that was written by David Braum for the RCX. 
The language is similar in construct to the programming language C, thus its name. NQC 
is an excellent example of a cross compiler that has been developed by the Mindstorm 
community. In fact, NQC is free software released under the Mozilla Public License 
(MPL), which has allowed others to build wrappers around the language and release 
entire programming environments, like the Brick Command Center (Hansen 2002). The 
language itself is derived from the RCX 2.0 SDK and has proven to be very powerful and 
easy to use. In addition, it has been widely adopted by the RCX community, and is well 
documented and maintained. Often it will be listed as the source code found with many 
individual projects. In the context of this report, NQC used via the Brick Command 
Center, was used primarily for testing ideas and more importantly, data collection.   
 
As stated earlier, most of the data collected for this report was taken via NQC for 
one main reason; it collected data much faster than any other language. Typically the 
addition of a cross compiler can add overhead, which can effect the end result of how a 
particular program performs. I tried several scenarios with RoboLab and the speed of 
NQC just can't be matched. RoboLab works very well for measurements that are acquired 
at slow rates over a long period of time, like temperature. On the other hand, since the 
RCX has several built in timer(s), data can be reliably captured and verified every 100
th
 
of a second, thus a 50 Hz signal can be detected using the RCX, but one needs to use 






SetSensorType (SENSOR_2, SENSOR_TYPE_LIGHT);    // init a powered sensor 
SetSensorMode(SENSOR_2, SENSOR_MODE_RAW);  
 
CreateDatalog(500); 
   
ClearTimer (0); 
AddToDatalog(Timer (0));  // init log start time to zero 
 
repeat (498){ 
    AddToDatalog(SENSOR_2); // add 1/100 sec sensor value to log 
    Wait(1); 
 } 
 
 AddToDatalog(Timer (0));  // log end time 
} 
 
As can be seen above, the program creates a data log of size 500. Then the start time is 
recorded to the log and 498 values are recorded, every 100
th
 of a second. Last, the end 









The goal of this project has been to extend and enhance the capabilities of the 
RCX so that it can be used to teach a wider variety of topics related to math and science. 
In addition, with the development of the RF communication capability of the RCX, the 
ability to share data and programs with RCXs that are not in the line of sight is now 
possible. Not only does this make the Weather Station possible but it could also lead to 
multiple cooperating robot activities - an activity left for a future project.  
 
This project is an example of the importance that engineering systems play in the 
development of real functioning systems. While none of the components of this system 
have been developed from scratch, the capabilities of this system did not exist prior to 
this project. A wide range of skills: mechanical design, sensor development, circuit 
design, board layout, software development using a variety of programming languages, 
pedagogical design, and user interface design have all been required to develop this 
system.  
 
Since the framework has been established in this report, it is possible to continue 
developing resources for the RCX. In the case of the weather station there are other 
sensors like pressure and rainfall that could be designed and added to the sensor list. 
Additionally, the radio frequency devices could be re-visited to extend their range and 
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Cricket RF Bus Device 
 
 
All Cricket bus devices require some type of microprocessor to operate. On the 
Handy Cricket’s web site, the bus device example was developed using a PIC16F84 
microprocessor. For this reason, the RF bus device was also developed to utilize the same 
device.  The code that follows is for two types of bus device: 1) The master and 2) the 
slave, which is a requirement of the cricket’s bus devices. Two pictures of the bus 





Figure A1 - Cricket RF Master Figure A2 Cricket RF Slave 
 
The schematic for the devices can be seen below. Both devices use the same hardware 








Figure A3 - Cricket RF Slave 
 
 




;;; This code was developed for a Radio Frequency Bus Device for the Handy 
;;; Cricket. This code is for the master device and checks to see if a valid  
;;; code was received, then passes via RF to the slave cricket.  
;;; 
;;; Note !!! This code is a modified from the sample “bus device” code that can be 
;;;  found on the handy cricket’s website.  
;;; 
;;; pin assignments: 
;;; Port B 0 is bus I/O, Port B7 is toggle pin 
;;; 
;;; bus values: 
;;; 17 (decimal) is bus address 
;;; 100 or 101 are return values based on toggle pin's state. 
;;; 
;;; NOTE! 
;;; this bus code requires 4 MHz crystal with 1 usec per instruction clock 
 
; device pic16f84 




;;; register destination constants 
W  equ     0 
F         equ 1 
 
;;; register constants 
INDF  equ  0 
STATUS equ  3   ; status register 
C  equ  0   ; status C bit 
Z  equ  2   ; status Z bit 
RP0  equ  5   ; status register page 0 
FSR  equ  4 
 
PORTA equ 5    ; port A register 
PORTB equ 6    ; port B register 
 
;;; bus port and pin 
BUSPORT equ  PORTB 
BUSTRIS equ  PORTB + 0x80 ; for setting bus as output 
 
PIN0  equ  0 
PIN1  equ 1 
PIN2  equ  2 
PIN3   equ  3 
PIN4  equ  4 
PIN5  equ  5 
PIN6   equ  6 
PIN7  equ  7 
 
;;; memory variables 
buscntr  equ  0x20  ; bit counter 
busdata equ  0x21  ; bus data register 





bsf   STATUS,RP0 
; 
; set-up pins for outputs 
; 
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bcf   PORTA,PIN0 ; make PORTA pin0 an output ( LED #1) 
bcf   PORTA,PIN1 ; make PORTA pin1 an output ( LED #2) 
bcf   PORTB,PIN0 ; make PORTB pin0 an  
; output ( cricket bus comm ) 
bcf   PORTB,PIN4 ; make PORTB pin4 an output ( CTR1 pin ) 
bcf   PORTB,PIN5 ; make PORTB pin5 an output ( CTR0 pin ) 
bcf   PORTB,PIN7 ; make PORTB pin7 an output ( Tx Line ) 
; 
; set-up pins for inputs 
; 
 
bsf   PORTB,PIN6 ; make PORTB pin6 an input ( Rx Line ) 
bcf   STATUS,RP0 
 
bcf   PORTA,PIN0 ; turn off LED #1 
bcf   PORTA,PIN1 ; turn off LED #2 
 
;;; the main loop 
;;; block until receives word on bus 
;;; check if it's cmd or data, if data, ignore. 
;;; if cmd, check if it's our magic number, if not, ignore 
;;; if it's for us, toggle output pin then generate reply. 
loop: 
 
call   bus_tyi  ; get word from bus 
btfss   STATUS,C  ; if C set, it's a cmd word 
goto   loop 
 
movf   busdata,W  ; move the data to busdata 
xorlw   10  ; 10 is our magic number 
btfss   STATUS,Z 
goto   num2  ; if Z clear, wasn't our number 
goto   found 
 
num2:  movf busdata,W 
xorlw   11 
btfss   STATUS,Z 
goto   num3 
goto   found 
 
num3:  movf busdata,W 
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xorlw   12 
btfss   STATUS,Z 
goto   num4 
goto   found 
 
num4:  movf busdata,W 
xorlw   13 
btfss   STATUS,Z 
goto   num5 
goto   found 
 
num5:  movf busdata,W 
xorlw   14 
btfss   STATUS,Z 
goto   num6 
goto   found 
 
num6:  movf busdata,W 
xorlw   15 
btfss   STATUS,Z 
goto   num7 
goto   found 
 
num7:  movf busdata,W 
xorlw   16 
btfss   STATUS,Z 
goto   num8 
goto   found 
 
num8:  movf busdata,W 
xorlw   7 
btfss   STATUS,Z 
goto   num9 
goto   found 
 
num9:  movf busdata,W 
xorlw   18 
btfss   STATUS,Z 
goto   num10 
goto   found 
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num10: movf busdata,W 
xorlw   19 
btfss   STATUS,Z 
goto   loop 
goto   found 
 
;; toggle PORTA pin0 so we'll know cmd word was received! 
found:  call toggle 
 
movlw  busdata  ; load the command to send to the cricket 
call   bus_tyo  ; now return it. 
 
goto   loop 
 
;;; inverts state of PORTA, pin0 
toggle: 
btfsc   PORTA,PIN0 
goto   togclr 
bsf   PORTA,PIN0 
return 
togclr:  bcf PORTA,PIN0 
return 
 
;;; inverts state of PORTA,pin1 
toggle2: 
btfsc   PORTA,PIN1 
goto   togclr2 
bsf   PORTA,PIN1 
return 




;;; returns byte in busdata 
;;; the inverse of the stop bit in the carry 
;;; commands have a 0 stop bit -> carry set 




bsf   PORTB,PIN4 ; Set transceiver to receive 
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bsf   PORTB,PIN5 ;  transmission mode 
bcf   PORTB,PIN7 ; Set TX low for receiver operation 
btyi10: 
btfsc   BUSPORT,PIN6 
goto   btyi10   ; loop until bus line goes low 
 




btfss   BUSPORT,PIN6 
goto   btyi20   ; wait for end of prestart 
 
movlw 8 
movwf  buscntr 






rrf   busdata,F  ; pre-rotate destination byte 
bcf   busdata,7  ; clear high bit (it'll rotate down) 
btfsc   BUSPORT,PIN6 
bsf   busdata,7  ; if PIN6 was set, set busdata bit 
decfsz  buscntr,F 
goto   btyi30 
 
call   an_rts 
nop 
bsf   STATUS,C  ; pre-set carry (cmd word) 
btfsc   BUSPORT,PIN6 
bcf   STATUS,C  ; if no stop bit, clear carry 
 




;;; send a byte down the bus. 
;;; this is the slave device code, so send '1' as stop bit, 
;;;   indicating a data word. 
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;;; put the byte to send in busdata before calling. 
bus_tyo: 
; bcf INTCON,GIE  ; disable interrupts (if necessary) 
 
bsf   PORTB,PIN4 ; Set transceiver to ASK 
bcf   PORTB,PIN5 ;  transmission mode 
 
movlw  BUSTRIS 
movwf  FSR   ; will be controlling bus to output 
bcf   BUSPORT,PIN0 ; put 0 into pin register 
bcf   INDF,PIN0  ; write it out & begin pre-start pulse 
movlw  33 
movwf  counter 
btyo20: 
decfsz  counter,F 
goto   btyo20  ; wait 100 usec 
bsf   BUSPORT,PIN0 ; end pre-start, begin start bit 
 
bsf   STATUS,C  ; will be stop bit, indicating data word 
movlw  9   ; 8 data bits plus C bit last 
movwf  counter 
call   an_rts   ; use up 4 cycles 
nop     ; plus 1 more making 10 for start bit 
 
btyo50: 
rrf   busdata,F  ; bit -> carry 
btfss   STATUS,C  ; if C is clear, 
bcf   BUSPORT,PIN0 ;   clear bus pin 
btfsc   STATUS,C  ; if C was set, 
bsf   BUSPORT,PIN0 ;   set bus pin 
nop 
nop     ; tune the loop to take 10 us 
decfsz  counter,F 
goto   btyo50 
nop 
nop 
bsf   INDF,PIN0  ; bus to input again, float high 












;;; This code was developed for a Radio Frequency Bus Device for the Handy 
;;; Cricket. This code is for the slave device. Once the word is  
;;; received, the PIC passes the word to the slave cricket.  
;;; 
;;; Note !!! This code is a modified from the sample “bus device” code that can be 
;;;  found on the handy cricket’s website. 
;;;  
;;; toggles a pin when addressed by Cricket,  
;;; then gives one of two replies based on resulting state of the pin. 
;;;  
;;; pin assignments: 
;;; Port B 0 is bus I/O, Port B7 is toggle pin 
;;;  
;;; bus values: 
;;; 17 (decimal) is bus address 
;;; 100 or 101 are return values based on toggle pin's state. 
;;;  
;;; NOTE! 
;;; this bus code requires 4 MHz crystal with 1 usec per instruction clock 
 
; device pic16f84 
; config  OSC=xt 
 radix dec 
  
;;; register destination constants 
W         equ     0 
F         equ     1 
  
;;; register constants 
INDF  equ  0  
STATUS equ  3  ; status register 
C  equ  0  ; status C bit 
Z  equ  2  ; status Z bit 
RP0  equ  5  ; status register page 0 
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FSR  equ  4  
 
PORTA equ 5   ; port A register 
PORTB equ 6   ; port B register 
 
;;; bus port and pin 
BUSPORT equ  PORTB 
BUSTRIS equ  PORTB + 0x80 ; for setting bus as output 
 
PIN0  equ  0  ; bit 0 
PIN1  equ  1 
PIN2  equ  2 
PIN3   equ  3 
PIN4  equ  4 
PIN5  equ  5 
PIN6   equ  6 
PIN7  equ  7  ; bit 7 for output to cricket 
 
;;; memory variables 
buscntr  equ  0x20  ; bit counter  
busdata equ  0x21  ; bus data register 





bsf   STATUS,RP0 
; 
; set-up pins for outputs 
; 
bcf   PORTA,PIN0 ; make PORTA pin0 an output 
bcf   PORTB,PIN0 ; make PORTB pin0 an output 
;  ( cricket bus comm ) 
bcf   PORTB,PIN4 ; make PORTB pin4 an output 
bcf   PORTB,PIN5 ; make PORTB pin5 an output 
bcf   PORTB,PIN6 ; make PORTB pin6 an output 
bcf   PORTB,PIN7 ; make PORTB pin7 an output 
; 




bsf   PORTB, PIN6  ; make PORTB pin6 an input 
bcf   STATUS,RP0 
 
bsf   PORTB,PIN4 ; Set transceiver to 
bsf   PORTB,PIN5 ;  receive mode 
bcf   PORTB,PIN6 ; Set TX low for receiver operation 
 
;;; the main loop 
;;; block until receives word on bus 
;;; check if it's cmd or data, if data, ignore. 
;;; if cmd, check if it's our magic number, if not, ignore 
;;; if it's for us, toggle output pin then generate reply. 
loop:  
 
call   bus_tyi  ; get word from bus 
btfss   STATUS,C  ; if C set, it's a cmd word 
goto   loop 
 
movf   busdata,W 
xorlw   17  ; 17 is our magic number 
btfss   STATUS,Z 
goto   loop  ; if Z clear, wasn't our number 
  
;; toggle PORTB pin3 so we'll know cmd word was received! 
call   toggle 
 
;; now, return 100 if PORTB 7 is low, 101 if high! 
;; from logo, "IF (BSR 256 + 17) = 101 [BEEP]" 
;;   will beep on alternate tries as the pin is toggled. 
movlw  17  ;command to send to next cricket 
movwf  busdata 
;btfsc   PORTB,7  ; if PB7 set, 
;incf   busdata,F  ; incr busdata to 101 
call   bus_tyo  ; now return it. 
  
goto   loop 
  
;;; inverts state of PORTB, pin 3 
toggle: 
btfsc   PORTA,PIN0 
goto   togclr 
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bcf   PORTA,PIN0 
return 
  
;;; returns byte in busdata 
;;; the inverse of the stop bit in the carry 
;;; commands have a 0 stop bit -> carry set 
;;; data has a 1 stop bit -> carry clear 
bus_tyi:  
btfsc   BUSPORT,PIN6 
goto   bus_tyi  ; loop until bus line goes low 
 
; bcf INTCON,GIE  ; disable interrupts (if necessary) 
 
btyi20: 
btfss   BUSPORT,PIN6 
goto   btyi20   ; wait for end of prestart 
 
movlw  8 
movwf  buscntr 






rrf   busdata,F  ; pre-rotate destination byte 
bcf   busdata,7  ; clear high bit (it'll rotate down) 
btfsc   BUSPORT,PIN6 
bsf   busdata,7  ; if PIN0 was set, set busdata bit 
decfsz  buscntr,F 
goto   btyi30 
 
call   an_rts 
nop 
bsf   STATUS,C  ; pre-set carry (cmd word) 
btfsc   BUSPORT,PIN6 
bcf   STATUS,C  ; if no stop bit, clear carry 
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;;; send a byte down the bus. 
;;; this is the slave device code, so send '1' as stop bit, 
;;;   indicating a data word. 
;;; put the byte to send in busdata before calling. 
bus_tyo: 
; bcf INTCON,GIE  ; disable interrupts (if necessary) 
 
movlw  BUSTRIS 
movwf  FSR   ; will be controlling bus to output 
bcf   BUSPORT,PIN0 ; put 7 into pin register 
bcf   INDF,PIN0  ; write it out & begin pre-start pulse 
movlw  33 
movwf  counter 
btyo20:  
decfsz  counter,F 
goto   btyo20  ; wait 100 usec 
bsf   BUSPORT,PIN0 ; end pre-start, begin start bit 
 
bsf   STATUS,C  ; will be stop bit, indicating data word 
movlw  9   ; 8 data bits plus C bit last 
movwf  counter 
call   an_rts   ; use up 4 cycles 
nop     ; plus 1 more making 10 for start bit 
  
btyo50:  
rrf   busdata,F  ; bit -> carry 
btfss   STATUS,C  ; if C is clear,  
bcf   BUSPORT,PIN0 ;   clear bus pin 
btfsc   STATUS,C  ; if C was set, 
bsf   BUSPORT,PIN0 ;   set bus pin 
nop 
nop     ; tune the loop to take 10 us 
decfsz  counter,F 




bsf   INDF,PIN0  ; bus to input again, float high 







Lego RF Tower 
 
The RF tower consists of two modules. The first is the PC tower that connects 






Figure A4 – RCX Side Circuit Schematic 
 
 
There are several important features that can be seen in Figure A4 above. The first 
is that the circuit requires two different voltage levels. The CMOS devices are all 
 92 
powered by a 5-volt source but the DR3000 transceiver requires a 3.3-volt source. The 
second is the addition of the NPN transistor that is used to invert the logic before the data 
is transmitted through the IR LED. As mentioned in the body of this report, the data is 
being transmitted through the transceiver with the 38 kHz carrier frequency required by 
the infrared, due to the fact that the transceiver will not operate at frequencies below 14.4 
kbps. 
 
The second circuit is the RCX translator, which translates the RF back to an 





Figure A5 – PC Side Circuit Schematic 
 
As in the RCX transmitter, there are a couple of important features to note. The first is 
that the circuit requires the same two voltage levels for operation of the CMOS chips  
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(5 V) and the transceiver (3.3 V). Second, there is an NPN transistor that inverts the logic 
of the data before it is sent pack to the computers serial interface. Third, since the data is 
being transmitted at the 38 kHz IR carrier frequency, a low pass filter is used to recover 
the data.  
 
 
Wind Speed Sensor – Assembly Instructions 
 
The picture below is an assembled version of a wind speed-measuring device. The 
device has been constructed almost entirely out of Lego parts, with the only addition 









The following parts, shown in Table A1, will be needed to make the frame that holds the 
veins of the wind sensor. 
Table A1 – Vain Mount 
Quantity Part Description 
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6 Cross Connectors  
1 Pulley Wheel (16)  
2 Bushings  
6 Short Connectors (light gray)  


















The next step is to place the cross connectors onto the six connectors and insert the axle 








Next we need to make some modifications to a ping-pong ball, in order to 
construct the wind veins. Two standard ping-pong balls need to be cut in half and a hole 
suitable for an axle needs to be drilled. Below, in Table A2, is the part list for the vain. 
 
Table A2 – Vain Parts 
Quantity Part Description 
3 Ping Pong Ball halves  
3 Cross Connectors  
3 Flexible shafts  
6 Short Bushings  












The first step is cutting the ping-pong balls in half. If you look closely, there is a seam 
that joins the two halves, which can be used as a guide to cut along. Then take one of the 
yellow flexible shafts and cut it exactly into thirds. Then insert the axle through the 
drilled hole in the ping-pong ball half and place a small bushing on either side. Then 
connect the cross connector to the backside of the axle jutting out of the ping-pong ball 
half. Then, place the 1/3 piece of flexible shaft through the remaining hole in the cross 
connector. The last step is to build two more identical veins. The final pieces should look 





Figure A11 – Vein Assemblies 
 
Then take the two assemblies that were just created and join them together, as shown 
below. The last step is building a mast and attaching the assembly into a rotation 









Wind Direction Sensor – Assembly Instructions 
 
 
The wind direction sensor can be constructed from a modified rotational potentiometer, 
an axle and a windsock. Shown below in Figure A13 is an example of a modified 





Figure A13 Rotational Potentiometer Modifications 
 
 
The potentiometer's adjustment knob needs to be drill out and the axle must be shaved. 





Figure A14 Rotational Potentiometer Modifications 
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Acceleration and Tilt Sensor 
 
The acceleration and tilt sensor is a unique device that allows the RCX to measure 
dynamic and DC signals with the use of a MEMS accelerometer. The circuit schematic 






Figure A15 - Accelerometer Schematic 
 
 
There are a few points to note in the above schematic. The first is that there is a Low 
Drop-Out (LDO) voltage regulator included in the circuit. This is required because the 
sensor port's voltage level depends on the state of the battery voltage, which affects the 
output of the accelerometer. In order to obtain a constant 5 V supply, this component was 
added. This additional also helps to reduce the voltage fluctuation that is induced by the 




Mathematica Work Sheet and Analysis  
 




This is a file to help find the damping ratio and coefficient of the springs for the 
accelerometer that was designed for the RCX. This experiment was performed with a 
slinky (spring) and a few batteries (mass). One very important piece of information to 
know before you collect data and/or try and use this to fit your data is that I started 
collecting data just before I dropped the mass onto the system. If you do not do this, 
you'll be out of phase with the fit. Additionally, if you start a little early, then you can 
remove the first few data points, until the starts match. 
 
**All these calculations have been done in SI units  
 
Packages to be used 
Needs "Graphics`Graphics`" ;
Needs "Graphics`Colors`" ;




In the SetDirectory command below, change to the directory where your data is stored. 
The ReadList command will read in ONE COLUMN of data only. 
 
SetDirectory "D:\Legos\data_analysis" ;
dat ReadList "slinky5_dat.txt" ;  
p1 ListPlot dat, PlotJoined True, PlotRange All,
PlotStyle Red, PointSize 0.001 ,
DisplayFunction Identity ;  
 
This next command will do a 10-point running average on the data; you may change the 
"num" value to average fewer points. It is important keep this number as small as 





1 num Sum dat k , k, i num 1, i , i, num, Length dat ;  
p2 ListPlot datavg10, PlotJoined True, PlotStyle Blue, PointSize 0.001 ,
DisplayFunction Identity ;
Show p1, p2, Frame True,
FrameLabel "Data Point #", "Value", "Raw Data & Filtered Data", "" ,





The next command performs a Fourier Transform on the data and filters out the DC 
offset. In English, this means that the offset that you found when calibrating the 
accelerometers is now removed and you should be able to multiply the filtered values by 
the sensitivity to get your data into g's. 
 
fft Fourier dat ;
fft 1 0;
fft2 Fourier datavg10 ;
fft2 1 0;
filt InverseFourier fft2 ;  
 
The next section converts your data into acceleration, which in this case is m/sec^2. The 
system that I used to collect the data returns values in raw format, not voltages which are 
what the "vbin" variable is for. You may either omit this from the equation to set vbin = 








gdat filt vbin sensitivity 9.81;




Next we convert the point numbers to time and plot everything to see if it all looks good. 
 
 
tdat Table i 1 tsample, gdat i , i, 1, Length filt ;
ptime ListPlot tdat, PlotStyle Red, PointSize 0.015 ,
DisplayFunction Identity ;
ListPlot tdat, PlotJoined True, Frame True,
FrameLabel "Time sec ", "Accel m sec^2 ",
"Calibrated Slinky Acceleration", "" ,





Now pick out the points to use for the log decrement. In the command below use the 






Then enter them into the equation below to find the dampening ratio (zeta). These are the 












Enter the spring constant of the slinky to calculate the natural frequency (Hz). 
 
k 2.063;  
 
From the FFT performed earlier, let's see what our data's natural frequency is. We should 
be able to use this information in the next step to determine the "effective" mass of the 
system. Change "fdiv" below to be 1 / the time duration of the data log. For data taken 
from the logger, fdiv should either 1/1 or 1/10. This value is the fraction of frequency that 
each data point represents. 
 
fdiv 1 82 10 N  
0.121951  
 




fdat Table i fdiv, Abs fft i 1 , i, 0, Length fft 2 ;
ListPlot fdat, PlotJoined True, PlotStyle Blue , Frame True,
FrameLabel "Frequency Hz ", "Amplitude", "Fourier Transform of Data", "" ,
GridLines Automatic, PlotRange All ;  
 
 
The above plot should have one distinct peak; if it doesn't this means that your data is not 
periodic. In other words, your data probably didn't accurately capture the natural 
frequency of the system. Next we solve for the effective mass of the system. This is done 
by using the Fourier Transform data above and looking for the fundamental frequency. 
 
famplitude Table fdat i, 2 , i, 1, Length fdat ;
big Max famplitude ;  
end 1;
big Max famplitude ;
Do
If fdat i, 2 big, Break , end i
, i, 1, Length fdat , 1 ;
Print "index ", end 1, ", value ", fdat end 1 ;
fnat fdat end 1, 1 ;  
index 18, value 2.07317, 49.0404  
 
Clear m  
sol Solve k m 2 fnat, m ;
 
 
This should be the effective mass of the system! 
 






nat 2  
2.07317  
 
Here we solve the damping coefficient "c". 
 
c 2 k m  
0.00574322  
 
Here's the math. I used and equation from a text called Engineering Vibration, pg 122. 
This equation is derived from the convolution integral, which means that it can be used to 















vel t x t ;
accel t_ t,tx t ;  
accel 0 N  
9.81323  
 
Here's the plot after taking the derivative twice to get acceleration. Note: You might need 
to change the length of "t" to get more or less of the signal to be displayed on the graph. 
 





soldata Table t, accel t , t, 0, 1 fdiv, tsample ;  
soldataplot ListPlot soldata, PlotStyle Blue , DisplayFunction Identity ;  
Length tdat




Here's a plot of the RMS error between each point and the mathematical solution. The 
two commands above find the length of the data file, use the length of the smaller value 





Now lets plot the two graphs together and hopefully everything matches. Notice that the 
data points start at zero; this is because I started logging before I dropped the weight onto 
the system.   
 
 107 
Show ptime, p3, Frame True,
FrameLabel "Time sec ", "Accel. m sec
2
", "Slinky Math and Data", "" ,
DisplayFunction $DisplayFunction ;  
 
 
