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RAD v rešitvah LCAP
MAGISTRSKO DELO
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Povzetek
Naslov: Primerjava uporabe metodologije RAD v rešitvah LCAP
Potreba po IT-rešitvah se iz leta v leto povečuje, število ustrezno kvalifi-
ciranih inženirjev pa ne zadošča za potrebe trga. V ta namen obstajajo na
trgu rešitve LCAP, na podlagi katerih je mogoče znižati stroške razvoja in
vzdrževanja. Omogočajo hitreǰsi razvoj kakovostnih sistemov, ki jih je lažje
vzdrževati, ponovno uporabiti in razširiti. Kako učinkovita so pri tem, je
odvisno tudi od načina implementacije konceptov RAD v njihovih orodjih.
V magistrskem delu smo se osredinili na primerjavo uporabe RAD v rešitvah
LCAP in poskušali odgovoriti, kdaj so morebiti generatorji kode zadostni. Za
uporabo v primerjavi smo definirali metriko za ovrednotenje RAD-orodij. Na
podlagi ugotovitev primerjave smo izdelali izbolǰsavo za generator JHipster,
katere cilj je zmanǰsati razliko z LCAP.
Ključne besede




Title: Comparison of the use of RAD methodology in the LCAP solutions
The need for IT solutions is increasing from year to year, and the number
of suitably qualified software engineers does not meet the needs of the market.
To solve this, there are LCAP solutions on the market that can be used to
reduce development and maintenance costs. They enable faster development
of quality systems that are easier to maintain, reuse, and expand. How
effective they are also depends on how the RAD concepts are implemented
in their tools. In this master’s thesis, we focused on comparing the use of
RAD in LCAP solutions and tried to answer when code generators may be
sufficient. For comparison, we developed a metric for evaluating RAD tools.
Based on the findings of the comparison, we improved the JHipster generator,
intending to reduce the difference with LCAP.
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V industriji se je potreba po IT-rešitvah in izkušenih razvijalcih povečala. V
primerjavi s preteklostjo, ko je bil najvǐsji strošek v IT strojna oprema, je
danes nasprotno. Razvoj programske rešitve tako predstavlja najvǐsji delež
stroška [1]. Poleg tega ne smemo pozabiti na vzdrževanje programske opreme.
Zato se je v zadnjih letih pojavilo vedno več aplikacijskih platform z manj
kode (angl. low-code) oz. LCAP (angl. Low-Code Application Platforms), ki
poskušajo zapolniti potrebe trga. Platforme omogočajo hitro dostavo aplika-
cij, namestitev in vzdrževanje z minimalnim kodiranjem. Običajno s svojim
okoljem omogočijo celoten življenjski cikel aplikacije, zagotavljajo doseglji-
vost, zanesljivost, skalabilnost, varnost in nadziranje aplikacije ter njene lo-
gike.
V poročilu podjetja Gartner1 je navedeno, da bo do leta 2024 razvoj
aplikacij z manj kode odgovoren za več kot 65 odstotkov dejavnosti razvoja
aplikacij. Na trgu so glede na poročilo podjetja Gartner Magic Quadrant [2]
iz leta 2019 trenutno vodilni ponudniki Salesforce, Microsoft Apps, Mendix
in SystemOut.
Alternativa LCAP so generatorji kode, ki v začetni fazi postavijo ogrodje
rešitve, vendar so v pozneǰsih fazah manj uporabni, saj je treba rešitev do-
končati v obliki tradicionalnega programiranja.
1Gartner, Inc., dostopno na https://www.gartner.com/en.
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Aplikacije z manj kode pa za dosego cilja minimalnega programiranja
uporabljajo orodja, ki omogočajo hiter razvoj. Te v ozadju implementirajo
ideje RAD (angl. Rapid Application Development) ter opisujejo koncepte za
izdelavo programskih izdelkov, ki temeljijo predvsem na neprekinjenem inte-
raktivnem prototipiranju in zasnovi sistema. Prednost tega je velika stopnja
sodelovanja in udeležbe končnih uporabnikov že v zgodnjih fazah razvoja.
Nekateri članki in teze se ukvarjajo s tematiko, ki se nanaša predvsem na
kakovost metod in iz tega izhajajočega izdelka. Nismo pa zasledili del, ki pre-
dlagajo metrike za izbiro ustreznega orodja RAD glede na to, kar je dostopno
na trgu [3] (v našem primeru izbira LCAP-platforme). V magistrskem delu
predstavimo metodo za ovrednotenje prispevka orodja RAD in posledično
izbiro ustrezne rešitve LCAP.
1.1 Cilji
Pri izbiri LCAP je treba paziti na pasti. Ni nujno, da bo odločitev upo-
rabe LCAP pohitrila razvoj. Razvoj kompleksne rešitve lahko traja dlje kot
klasičen razvoj. Koliko nam je LCAP v pomoč pri hitrem razvoju, je odvi-
sno od tega, na kakšen način in koliko konceptov RAD platforma podpira.
Rešitev LCAP je na trgu veliko, zato je izbira prave rešitve ključna, saj gre
pri LCAP običajno za neprenosljive rešitve med ponudniki.
V magistrskem delu razǐsčemo razlike posameznih ponudnikov LCAP,
hkrati pa poskusimo odgovoriti na vprašanje, kdaj postane klasični pristop
učinkoviteǰsi od LCAP. Na podlagi ugotovitev izvedemo izbolǰsavo v genera-
torju kode, s ciljem zapolnitve razlike med generatorji (klasično programira-
nje) in LCAP.
V magistrskem delu se osredinjamo na primerjavo obstoječih rešitev LCAP
Microsoft Power Apps, Mendix, Salesforce in generatorjev kode JHipster in
KeystoneJS. Na področju aplikacij z manj kode ni mogoče najti primerjalne
študije, ki bi za osnovo načrtovala testni primer, ga razvila na podlagi sto-
ritev in orodij ter primerjala izsledke uporabnosti za hiter razvoj. Pri ob-
1.2. SORODNE RAZISKAVE 3
stoječih primerjalnih študijah manjkajo opisi omejitev rešitev in pasti, na
katere lahko naletimo pri uporabi. Hkrati ni jasne definicije, kdaj je uporaba
rešitve LCAP smiselna, kdaj pa so generatorji, kot je JHipster, zadostna ali
bolǰsa rešitev. Na podlagi izvedene primerjave bomo poskušali odgovoriti na
to vprašanje.
Cilj magistrskega dela je postaviti metrike za vrednotenje orodij RAD
v LCAP, ki so uporabniku v oporo pri izbiri ustrezne platforme za razvoj
aplikacije. RAD je v praksi zelo uporabljen, vendar je mogoče zaslediti zelo
malo akademskega gradiva za ovrednotenje orodij RAD [4].
Na koncu bomo poskušali izbrani generator kode na podlagi izbolǰsave
čim bolj približati LCAP. Kandidat za izbolǰsavo bo izbran na podlagi ugo-
tovitev primerjave, na katerem področju lahko z generatorjem kode največ
prispevamo k izbolǰsavi. Izbolǰsavo bomo ovrednotili na podlagi enakih me-
trik, kot smo jih postavili za primerjavo.
1.2 Sorodne raziskave
Pri primerjavi smo se osredinili na orodja RAD znotraj LCAP, zato je bilo
treba na začetku pregledati načine ocenjevanja in primerjave programske
opreme.
Ker LCAP in generatorji izhajajo iz orodij RAD in CASE (angl. Compu-
ter Assisted Software Engineering tools, opisano v razdelku 2.1), lahko raz-
iskave na tem področju uporabimo v naši raziskavi. Čeprav gre za stareǰse
raziskave, so v njih predstavljeni pristopi še vedno veljavni. S kronološkega
vidika je ena izmed zgodneǰsih študij povezana z vprašanjem, kako ovredno-
titi orodja CASE [5], in je dobra osnova za nadaljnje raziskave, saj je v njej
ugotovljeno, da so vse metode pomanjkljive, kar je razlog za nadaljnje delo
in raziskave.
Garćıa-Magariño et al. [6] so raziskali možnost povezave več različnih
orodij CASE med seboj. Podrobneje so se osredinili na sklop podatkovnega
modela, ki pa je med drugimi tudi sestavni del LCAP. Podobno kot v tej
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raziskavi ocenimo orodja RAD, tudi Banker in Kauffman [7] poskušata ovre-
dnotiti produktivnost orodij CASE.
Na obravnavanem področju sta kot rezultat potrebe trga po manǰsem
vložku razvoja dve aktualni primerjavi rešitev LCAP. Prvo je poročilo pod-
jetja Gartner 2019 Magic Quadrant, ki predstavi vodilne igralce v industriji
in njihove prednosti [2]. V drugem poročilu, ki ga je pripravila organizacija
Objectivity, sta ožja predstavitev manǰsega nabora storitev in primerjava
njihovih lastnosti [8].
Na področju generatorjev zasledimo magistrsko delo [9], v katerem so
predstavljene komercialne rešitve. Za rešitve LCAP so bile izvedene študije
ustreznosti posameznih storitev. Študija platforme Mendix [10] izpostavlja
vprašanje o ustreznosti platforme za učne namene, kar je povezano tudi z
raziskavo, ki smo jo izvedli, saj se na splošno sprašujemo o ustreznosti rešitev
LCAP in generatorjev. Dober primer je tudi študija univerze Florida Gulf
Coast [11], v kateri je preučena primernost takih rešitev za potrebe lastnega
projekta. Na podobna vprašanja poskušamo odgovoriti v magistrskem delu.
Ker vpeljani pristopi RAD vplivajo na uporabnost rešitev, bo to ena
izmed metrik, ki jo bomo poskušali definirati. Agarwal et al. [12], C. Choo
in Lee [13] ter Howard [14] predstavljajo pomanjkljivosti metodologije RAD
in njene pasti, ki bodo upoštevane pri evaluaciji.
Luburić et al. [15] predstavljajo generator modelov in uporabnǐskega vme-
snika na podlagi jezika, imenovanega DSL (angl. Domain Specific Language).
Enake izpostavljene zahteve za definicijo DSL smo upoštevali v izbolǰsavi, ki
jo predlagamo.
1.3 Struktura magistrskega dela
V drugem poglavju so predstavljena relevantna področja razvoja programske
opreme, iz katerih so se razvile platforme LCAP.
V tretjem poglavju je predstavljena raziskava, povezana z vprašanjem,
kako ovrednotiti orodja RAD in kateri postopek je treba izvesti za uspešno
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primerjavo. Glavni rezultat poglavja je predlagana metrika za ocenitev upo-
rabnosti orodij RAD.
V četrtem poglavju je izvedena primerjava orodij RAD v LCAP in gene-
ratorjih kode na podlagi metrik, določenih v tretjem poglavju.
V petem poglavju so predstavljeni izbrano področje izbolǰsave in njena
implementacija ter rezultati ovrednotenja izbolǰsanega generatorja.
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Poglavje 2
Razvoj programske opreme
Področje razvoja programske opreme je široko, v magistrskem delu pa smo se
osredinili na predstavitev le področij in orodij, ki so relevantna za primerjavo
in izbolǰsavo.
2.1 CASE
Orodja CASE so programi, ki se uporabljajo za podporo razvojnih dejav-
nosti programske opreme. Podporo zagotavljajo z avtomatizacijo nekaterih
procesnih dejavnosti in zagotavljanjem informacij o programski opremi, ki se
razvija. Sem spadajo urejevalniki vmesnikov, podatkovni slovarji, prevajal-
niki, razhroščevalniki, orodja za gradnjo sistema in podobno [16].
2.2 RAD
Izraz hitri razvoj aplikacij (z angleško kratico RAD) se je izoblikoval na
začetku devetdesetih kot odgovor na težave pri večjih projektih, vodenih po
slapovni metodologiji. Prvo opredelitev pojma v literaturi zasledimo leta
1991 v knjigi Rapid Application Development [17].
RAD vključuje tehnike in programska orodja za pospešitev faz analize,
načrtovanja in izvedbe, da se določen del sistema razvije hitro in ga uporab-
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nikom posreduje v oceno in za povratne informacije [18].
Čeprav ni univerzalne opredelitve za RAD, pojem lahko opǐsemo na dva
načina: kot metodologijo, ki predpisuje določene faze v razvoju programske
opreme (načeloma podobno spiralnim in iterativnim modelom) in kot razred
orodij, ki omogočajo hiter razvoj programske opreme [19].
Pri metodologiji se agilni pristop razvoja programske opreme bolj osre-
dinja na tekoči projekt in uporabnǐsko mnenje kot pa na striktno sledenje
načrtu izvedbe. Tako na prvo mesto postavlja hitro prototipiranje produkta
pred dragim planiranjem. Faze modela RAD so naslednje:
Faza poslovnega modeliranja: identificiranje pretoka informacij med
različnimi poslovnimi kanali.
Faza modeliranja podatkov: uporaba informacij, zbranih v preǰsnji fazi,
za definiranje podatkovnih modelov, ki jih zahteva aplikacija.
Faza modeliranja procesov: uporaba definiranih podatkovnih modelov
iz preǰsnje faze za sestavo poslovnega toka dogodkov s ciljem dosega-
nja zahtev aplikacije; definirani tok zajema tudi opise za dodajanje,
spreminjanje in brisanje podatkov.
Faza ustvarjanja aplikacije: izvedba s samodejnimi orodji, ki definicije
iz preǰsnjih faz pretvorijo v delujočo kodo aplikacije.
Faza testiranja in ponovna iteracija: testiranje funkcionalnosti, doda-
nih v iteraciji.
Eno izmed prvih orodij, s katerimi je mogoče slediti konceptom RAD, so
orodja CASE, objektno orientirano programiranje, pristop strežnik-stranka in
dinamični vmesni programi (angl. middleware). V industriji se uporabljajo
različne omenjene tehnike posamično ali v kombinaciji, vendar strokovnjaki
priznavajo prispevek teh pristopov k hitreǰsemu razvoju. Danes so na voljo
razvijalcem platforme LCAP, ki lahko razvoj aplikacij še bolj pohitrijo in
veljajo tudi za tehnologije RAD.
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Za pristop RAD so značilne tako prednosti kot tudi slabosti. Coleman
in Verbruggen [20] dobro povzameta prednosti RAD kot preprostost imple-
mentacije in kraǰsi razvojni čas do prve aplikacije, kar vodi tudi v izbolǰsano
zadovoljstvo naročnika. Navedene prednosti pa hkrati povzročajo slabosti.
McConnell [21] podrobneje predstavlja pogoste napake in pasti, na katere je
treba biti pozoren pri uporabi orodij RAD:
• napake, povezane z ljudmi, kot so slabo izurjeni razvijalci, slabo
razumevanje projekta v zgodnjih fazah in nerealistična pričakovanja;
• napake v procesu razvoja, kot so slabo planiranje, optimistični mej-
niki in prestavljanje opravil na pozneǰsi datum;
• napake, povezane s produktom, kot so nevarnost pozlačevanja, saj
rahle zahteve lahko vodijo v razvoj funkcij, ki jih nihče ni zahteval;
povezana z rahlimi zahtevami je past, ki jo avtor imenuje ≫feature
creep≪; vedno več funkcij, ki na začetku niso bile predvidene, je v
aplikacijo dodanih med razvojem;
• pasti tehnološke narave, kar pomeni, da se napake pojavijo zaradi
zanašanja na orodje kot srebrno kroglo z obljubo, da bo rešilo vse
težave, enako smo lahko hitro preveč optimistični pri prihrankih, ki
jih lahko pričakujemo ob uporabi novih orodij.
2.3 Manj kode in LCAP
Izraz manj kode je prvič rabljen v poročilu Forrester iz leta 2014 [22], s
katerim so označene razvojne platforme, ki omogočajo hitri razvoj aplikacij z
minimalnim kodiranjem in minimalnimi vhodnimi naložbami v namestitev,
usposabljanje in uvajanje.
Waszkowski [23] pojem manj kode opisuje kot programiranje, ki progra-
merju omogoča, da porabi manj časa za razmǐsljanje o sintaksi kode in da
večjo pozornost nameni oblikovanju in funkcionalnosti aplikacije, s čimer
skraǰsa čas za odpravljanje težav in njihovo izvajanje.
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Z zgodovinskega vidika lahko pravimo, da so se zametki LCAP začeli že v
osemdesetih letih preǰsnjega stoletja s pojavom orodij CASE in programskimi
jeziki četrte generacije (4GL).
Modelno vodeni razvoj, RAD, generatorji kode in vizualno programiranje
so pristopi, ki so postali osnova za programiranje z manj kode [24]. Vse
tehnike, združene v platformo, privedejo do razvoja aplikacije na podlagi
vizualnih in deklarativnih tehnik z malo kodiranja oz. aplikacijske platforme
z manj kode (LCAP). Če orodje kodiranja ne omogoča, pravimo, da gre
za razvoj brez kode (angl. no-code). V poročilu podjetja Gartner so take
platforme obravnavane kot del LCAP.
V sklopu koncepta z manj kode obstaja več različic izraza istega ali podob-
nega pomena, ki so posledica različnih virov, organizacij in platform aPaaS
(angl. Application Platform as a Service). Zato je mogoče na tem področju v
literaturi zaslediti več podobnih izrazov pri opisovanju platforme LCAP, kot
so HPaPaaS (angl. High Productivity Application Platform-as-a-Service),
platforme RAD in MXDP (angl. Multiexperience Development Platforms).
Nekatere platforme omogočajo lokalno postavitev, druge le oblačno uporabo,
tretje se osredinjajo le na mobilne aplikacije. V magistrskem delu se osre-
dinjamo na platforme, ki omogočajo razvoj spletnih aplikacij kot oblačne
storitve. Za ta namen rabimo zadnji splošno uveljavljen izraz LCAP.
LCAP običajnim uporabnikom ali manj izkušenim razvijalcem omogoča
razvoj aplikacije na podlagi modelno vodenih delovnih tokov (angl. wor-
kflow), komponent, sestave poslovne logike in uporabe vizualnih vmesnikov
za gradnjo vmesnika aplikacije. Platforma s tem omogoča izločitev pisanja
kode za večino primerov, vendar še vedno omogoča dopolnitev neustreznih
komponent na podlagi kode. Hkrati se za neprogramerje, npr. poslovne
menedžerje, izbolǰsa razumevanje rešitve.
Ker LCAP ponuja celostno rešitev za razvijalce, jih večina podpira celotni
postopek DevOps (od zajema zahtev do splavitve v produkcijskem okolju in
vzdrževanja). Platforme so odlične v tem, da razvijalcem omogočajo okolje,
v katerem lahko gradijo procesne modele, delovne tokove uporabnikov in
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prilagajajo oblikovanje uporabnǐskega vmesnika, ne da bi morali napisati
svojo kodo. Da dosežejo razvoj brez ali z manj kode, temeljijo na pristopu
dela z grafičnim vmesnikom namesto kodiranja. Funkcionalnosti LCAP se
osredinjajo na [23]:
• postavitev podatkovnih modelov;
• implementacijo toka dogodkov in poslovne logike;
• razvoj uporabnǐskega vmesnika spletne aplikacije.
2.4 Generatorji kode
Sommerville [16] generator kode opredeljuje kot program, ki ustvari drug pro-
gram iz abstraktne specifikacije na visoki ravni. Generator vgrajuje znanje,
ki se ponovno uporabi v vsaki generacijski dejavnosti.
Cilj generatorjev je avtomatizirati redne naloge kodiranja programske
opreme. Za generatorje je značilen izjemen potencial za hiter razvoj pro-
gramske opreme, saj prihranijo čas in trud, izbolǰsajo kakovost in natančnost
programske opreme ter osvobodijo razvijalce pred dolgočasnimi rutinskimi
opravili [25]. Generatorje kode lahko štejemo med orodja RAD. Tehnika sa-
modejnega generiranja kode se uporablja vse pogosteje, kar je privedlo do
razvoja številnih različnih vrst generatorjev kod. V magistrskem delu po-
drobneje predstavljamo generatorja JHipster in KeystoneJS.
Da generatorji ustvarijo kodo, običajno uporabljajo abstraktni zapis pro-
gramske arhitekture. Običajni pristop opisa programske arhitekture (ab-
straktne specifikacije na visoki ravni) je opis v jeziku ADL (angl. Arhitec-
ture description language). Raziskava opisov ADL [26] je pokazala, da lahko
abstraktni opis razdelimo na tri lastnosti:
• ločitev modelov med načrtovanjem in izvajanjem programske opreme;
• implementacija mapiranja ADL-specifikacije opisa arhitekture v izvršljivo
kodo;
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• zmožnost modeliranja arhitekturnih sprememb (verzioniranje, varia-
cije, dodatki).
Eden izmed načinov razlikovanja med ADL oz. primerjave je, kakšne
arhitekturne modele je mogoče opisati z njimi. Nekateri so generični, drugi
so ožje usmerjeni v reševanje specifičnih domenskih problemov.
V poglavju 5 predlagamo in implementiramo ADL za orodje, ki je iz-
bolǰsava za generator JHipster.
Poglavje 3
Ovrednotenje orodij RAD
Namen primerjalne študije je identificirati značilne lastnosti orodij v LCAP,
ki omogočajo hiter razvoj in postavitev metrik, na podlagi katerih jih je
mogoče ovrednotiti.
Za izvedbo študije in uspešno interpretacijo rezultatov smo najprej po-
stavili protokol izvedbe, saj želimo za vsako različno platformo in generator
izvesti čim enakovredneǰsi postopek. Protokol bo uporaben kot seznam atri-
butov z opisi, kako naj bo ta atribut interpretiran in ocenjen. Uporaba pro-
tokola med primerjavo bo v oporo pri omejitvi subjektivnosti in bo omogočila
primerljivost rezultatov.
V pomoč pri postavitvi postopka so nam ugotovitve Kinnule in Mati-
nija [27], na podlagi katerih lahko pripravimo in izdelamo praktično študijo
računalnǐskih orodij za razvoj sistemov. Predlagana je uporaba podrobnega
kontrolnega seznama v kombinaciji z opisom, kako naj se izvede praktično
vrednotenje orodij CASE. Ker so orodja CASE predhodnik LCAP, lahko
večino predlaganih postopkov uporabimo.
Postopek ocenjevanja smo razdelili na več faz. Najprej so bili oprede-
ljeni cilji, pripravljen je bil testni primer uporabe, definirane so bile metrike
ocenjevanja, izvedena je bila primerjava in ugotovljeni so bili rezultati. Pre-
den se lotimo primerjave, je treba identificirati cilje. Nato lahko definiramo
postopek, po katerem bomo primerjavo izvedli. Dodatno želimo enak posto-
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pek uporabiti za ovrednotenje izbolǰsave. Na podlagi rezultatov smo enako
opravili za predlagano izbolǰsavo. Celoten potek je viden na sliki 3.1.
Analiza ciljev


















Slika 3.1: Postopek ovrednotenja
3.1 Identifikacija potreb in ciljev
Prednost LCAP je povečanje produktivnosti pri razvoju, kar zagovarja tudi
pristop RAD. Pomembno je, da identificiramo ključne lastnosti posameznih
orodij ali komponent v LCAP, ki v primerjavi s klasičnim pristopom pri
razvoju spletnih storitev precej izbolǰsajo sledenje konceptom RAD.
Pri analizi komponent in postavitvi ciljev smo se vprašali:
• Kaj so trenutni problemi pri klasičnem pristopu, ko uporabljamo me-
todologijo RAD?
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• Kako in kdaj se ti problemi pojavijo?
• Kaj je vzrok za te probleme?
• Kaj so posledice teh problemov?
• Kako lahko rešimo te probleme?
• Kako LCAP prispeva k reševanju teh problemov?
• Kaj z LCAP dodatno želimo doseči?
• Kaj so osnovne lastnosti, ki jih mora LCAP podpirati?
Z odgovorom na ta vprašanja smo določili osnovo za načrtovanje ocenje-
valnega modela primerjave LCAP in uporabe RAD v njih.
Na podlagi navedenih vprašanj je bilo ugotovljeno, da je največja težava
pri klasičnem razvoju prvih nekaj razvojnih ciklov, kjer prototip ali aplikacija
še ni dovolj dodelana, da se lahko podrobneje usklajujemo s stranko. Tudi
pozneǰse iteracije prototipiranja oz. spreminjanja aplikacije glede na povra-
tne informacije stranke se izkažejo za dalǰse od želenih. Težava je v tem, da
ne glede na to, kako dobro zasnujemo osnovno kodo, za spremembe potre-
bujemo čas, da popravimo izvorno kodo. LCAP rešuje te težave s prehodom
s kodiranja programskih rešitev na vizualno sestavo. Ker je vse opravljeno
vizualno, LCAP veliko funkcionalnosti in povezav med entitetami ustvari in
vzdržuje samodejno v ozadju (validacija vnesenih podatkov, izdelovanje rela-
cij, prikaz podatkov za zgrajen vmesnik), medtem ko je treba pri klasičnem
pristopu v obliki kode podpreti vse funkcionalnosti.
Na podlagi naštetih funkcionalnosti LCAP v razdelku 2.3 in pregleda
platform LCAP smo ugotovili, da lahko za skoraj vsak LCAP pravimo, da
je sestavljen iz več tesno povezanih orodij RAD. Ta orodja so: orodje za
implementacijo podatkovnega modela, orodje za implementacijo toka dogod-
kov in poslovne logike ter orodje za implementacijo uporabnǐskih vmesnikov.
Našteta orodja RAD smo upoštevali pri primerjalni študiji.
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3.2 Izbira primera
Produkte lahko ocenjujemo na dva načina – na podlagi vnaprej pripravlje-
nega testnega primera, ki naj bi bil bolj ali manj idealen za objektivno oceno,
ali pa lahko uporabimo resnični projekt za razvoj sistema. Katero strategijo
izbrati, je odvisno od razpoložljivega časa in virov. Testni primeri so name-
njeni tudi za najpreprosteǰsi način primerjave orodij in prototipov orodij za
namene raziskovanja. Zlasti jih je mogoče uporabiti za testiranje specifičnih
lastnosti. Primerjava orodij s sintetičnimi preskusnimi primeri je lažja in
jo je v nasprotju z resničnimi projekti mogoče izvesti kadar koli. Vendar
pa je uporaba orodij na resničnih in težkih primerih najzanesljiveǰsi način
pridobivanja informacij o praktični vrednosti orodij in metod [27].
Za primerjavo smo sestavili sintetični test, ki ni časovno potraten, hkrati
pa je značilen primer uporabe in je dovolj širok, da zajema lastnosti, pred-
stavljene v razdelku 3.1. Test zajema preprost obrazec za pošiljanje sporočil.















Slika 3.2: Model testnega primera
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3.3 Izbira metrik
Evalvacijo pri metrikah lahko delimo na dva cilja. Prvi je identificirati težave,
ki so rešljive. Drugi je primerjava produkta z alternativnim produktom
ali z zahtevami. V magistrskem delu se pri metrikah osredinimo na drugi
cilj. Predlagana metoda omogoča primerjalno analizo med različnimi orodji
RAD tako, da lahko primerjamo generatorje in platforme LCAP. Na podlagi
ugotovitev in uporabe metrik se lahko uporabnik odloči za najučinkoviteǰse
orodje, ki sledi uporabnikovim preferencam RAD. Pri raziskavi že pripra-
vljenih rešitev ocenjevanja, ki bi prispevale k razvoju izdelka, nismo našli
dobrega modela metrik za primerjavo orodij.
Najbolj razširjen način metrike programskih rešitev je štetje števila vrstic
kode (angl. Source Lines of Code (SLOC)) na časovno enoto dela. Vendar
že Kemerer [5] v raziskavi orodij CASE izpostavi, da ta orodja predstavljajo
posebne merilne izzive, zaradi katerih standardni pristopi, kot je SLOC na
časovno enoto dela, niso primerni, saj nanje neposredno vplivajo že orodja
sama. Generatorji kod na primer ustvarijo vrstice kode s hitrostjo sto ali celo
tisočkrat hitreǰso, kot programer pǐse z roko.
Ker orodja CASE spadajo v družino orodij RAD, enako velja za pri-
merjavo, ki smo jo izvedli. Ko govorimo o LCAP je razvoj v primerjavi z
generatorji še bolj prestavljen na abstraktneǰso raven, saj ni nujno, da plat-
forma v ozadju sploh kreira programsko kodo. Zato je treba učinkovitost
takih orodij meriti na drug način, in ne v povezavi s kodo.
Naslednja potencialna metoda za oceno orodij so Albrechtove funkcijske
točke (angl. Albrecht’s Function Points) [28]. Metodo je ustvaril Allan Al-
brecht med raziskovanjem učinkovitosti pri razvoju programja in je kvantifi-
ciral funkcijske zahteve programa neodvisno od uporabljenega programskega
jezika, v katerem je program spisan.
Metoda sloni na ideji, da je funkcijska točka definirana kot ena poslovna
operacija uporabnika. Funkcije so razvrščene v pet skupin: zunanji vhodi
in izhodi, zunanje poizvedbe, notranje logične zbirke in zunanje vmesnǐske
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zbirke. Čeprav so funkcijske točke v primerjavi s SLOC bolǰsi pristop, za
primerjavo orodij niso najbolǰsa izbira, saj pri nabiranju podatkov zahte-
vajo veliko vložka. Metoda predvideva, da ima ocenjevalec nekaj izkušenj
iz ocenjevanja, da doseže konsistentne rezultate. Poleg tega funkcijske točke
še vedno v osnovi merijo funkcionalnost sistema, in ne neposredno poslovne
funkcionalnosti, saj z orodji lahko zmanǰsamo sistem (recikliranje kompo-
nent), vendar še vedno ohranimo vse poslovne funkcionalnosti. Ta optimi-
zacija pa ni nujno merjena s funkcijskimi točkami [29]. Za osnovo smo tako
vzeli predlog Kemererja [5], ki predlaga uporabo metrik kakovosti.
V zadnjem obdobju je bila široko uporabljena ocena kakovosti programske
opreme na podlagi ISO/IEC 9126 in ISO/IEC 14598. Vendar ti standardi
kakovosti programske opreme ne ponujajo praktičnih smernic za uporabo
modela kakovosti in postopka ocenjevanja pri resničnih projektih [30].
Obstaja veliko različnih modelov merjenja kakovosti. Večina jih temelji na
mednarodnih standardih. Ti modeli so uporabni, vendar so preveč generični
ali pa so osredinjeni na ocenitev končnega izdelka [28]. Postopki merjenja
so bili razviti za programske jezike tretje (3GL) in četrte generacije (4GL).
Primerjava orodij RAD, CASE in v našem primeru LCAP pa je drugačna v
naslednjih dveh pogledih:
• Strukturni pogled: sistem lahko ponovno uporabi dizajne in funk-
cionalnosti obstoječih komponent na podlagi prenosljivih modulov in
rutin.
• Funkcionalni pogled: orodja spremenijo proces razvoja, kot smo ga
vajeni pri klasičnem programiranju.
3.3.1 Model kakovosti
Za ocenitev orodij na podlagi kakovosti je treba najprej določiti želene la-
stnosti kakovosti in način opravljanja meritve. Pojem kakovosti lahko pomeni
različno, odvisno od perspektive, čeprav govorimo v ožjem smislu o kakovo-
sti programske opreme (perspektiva produkta, kot jo opredeljujeta Miles in
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Russell [31]).
Pomembno je, da ocenjevanje poteka na preprost način, zato da pre-
prečimo interpretacijo rezultatov na dvoumen način. Zato smo metriko ka-
kovosti sestavili iz atributov in podatributov, ki skupaj v obliki hierarhije
prispevajo h končni oceni. Na ta način je veliko manj prostora za subjektiv-
nost, saj se pri ocenjevanju osredinjamo le na posamezno lastnost.
Za osnovo smo se oprli na ugotovitve, do katerih so prǐsli Villalba et
al. [32], ki predstavljajo metodo in postopek za definicijo in ovrednotenje
lastnega modela za poljubno problemsko domeno. Atribute kakovosti pred-
stavljajo v obliki drevesne strukture ter na podlagi posameznih vej in listov
drevesa izračunajo glavno oceno.
Za pomoč pri raziskavi vrst atributov kakovosti se opiramo na standard
IEEE 1061 [33] ter članek Abrana in Al-Qutaisha [34], v katerem je povzet
standard ISO/IEC 9126. Standarda opisujeta metrike za ocenitev kakovo-
sti razvite programske opreme. Pojme smo prilagodili z ocene programske
opreme na oceno orodja za razvoj aplikacije. Tako smo dobili osnovo za
primerjavo orodij RAD znotraj LCAP in generatorjev.
Po pregledanih vrstah kategorij, kot so funkcionalnost, učinkovitost itd.,
in njihovih atributih smo se oprli na sorodne raziskave, da smo iz smiselno
sestavljenih komponent izdelali končni model. Najprej smo se oprli na ugo-
tovitve Vargas-Péreza et al. [3], ki so izdelali program za ocenjevanje orodij
RAD. Za podrobno definicijo, kaj kateri atribut predstavlja, smo se prav tako
oprli na literaturo [35][36], kjer so na podlagi standarda ISO 9126 razširjeni
in podrobneje definirani atributi (predvsem kakovost uporabnosti).
Za predlagani model je opredeljenih šest značilnosti kakovosti. Vsako smo
razdelili na podznačilnosti in njene atribute:
1. Funkcionalnost (angl. functionality)
Stopnja, do katere razvojno okolje orodja RAD podpira potrebne in
zadostne funkcije za dosego zahtev aplikacije.
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a) Dokončanost (ustreznost)
Stopnja, do katere smo lahko z orodjem RAD dokončali program-
sko rešitev.
i) Pokritost
Stopnja, do katere smo lahko z orodjem RAD podprli zahteve
programske rešitve.
ii) Presežek
Stopnja, do katere je orodje RAD omogočilo izdelavo presežka
(izbolǰsave), ki ni bil zahtevan.
b) Konsistenca
Stopnja, do katere je orodje RAD standardizirano.
i) Format zapisa
Stopnja, do katere orodje RAD sledi standardnim formatom
(na primer pri zapisu komponent, elementov ali podatkov).
ii) Raba terminologije
Stopnja, do katere orodje RAD sledi standardnim izrazom,
rabljenim v industriji.
c) Interoperabilnost
Stopnja, do katere je orodje RAD združljivo tako znotraj kot tudi
zunaj.
i) Združljivost podatkov
Stopnja, do katere razvojno okolje orodja RAD omogoča lo-
kalno izmenjavo informacij (združljivost vmesnikov kompo-
nent, modelov itd.).
ii) Zunanja povezljivost
Stopnja, do katere lahko komponente povežemo z zunanjimi
sistemi (izmenjava podatkov).
2. Zanesljivost (angl. reliability)
Stopnja, do katere razvojno okolje orodja RAD omogoča razvoj robu-
stne programske rešitve.
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a) Zrelost
Stopnja, do katere orodje uporabniku preprečuje razvoj slabe pro-
gramske rešitve.
i) Preprečevanje nepravilnosti
Stopnja, do katere orodje preprečuje vnos nepravilnosti (na
primer grafični vmesnik ne ponuja neveljavnih možnosti).
ii) Javljanje nepravilnosti
Stopnja, do katere orodje uporabniku javlja zaznane nepra-
vilnosti še pred izvajanjem programske rešitve.
iii) Nasveti
Stopnja, do katere orodje uporabniku svetuje glede razvite
programske rešitve (na primer potencialna optimizacija).
b) Obnovljivost
Stopnja, do katere orodje omogoča obnovitev preǰsnjega stanja.
i) Zgodovina
Stopnja, do katere orodje omogoča zgodovino sprememb.
3. Uporabnost (angl. usability)
Stopnja uporabnosti orodja RAD.
a) Učljivost






Stopnja pričakovanega uporabnikovega vložka za razumevanje
orodja RAD.
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i) Ustrezen uporabnǐski vmesnik
Stopnja ustreznega in preglednega uporabnǐskega vmesnika
orodja RAD ter stopnja dobre uporabnǐske izkušnje.
4. Učinkovitost (angl. efficiency)
Stopnja zmožnosti programskega okolja za učinkovito implementacijo
rešitve.
a) Poraba virov
i) Učinkovitost v virih
Stopnja, do katere orodje RAD omogoča razvoj rešitve, ki
učinkovito izrablja vire.
b) Poraba časa
i) Učinkovitost v času
Stopnja, do katere orodje RAD razvijalcu omogoča implemen-
tacijo določenih funkcij pod navedenimi ali implicitnimi po-
goji v ustreznih časovnih okvirih.
5. Prenosljivost (angl. portability)




Stopnja, do katere je mogoče razvito orodje ponovno uporabiti
pri enakem projektu (pretvorba v predloge, funkcionalnost
kopiranja itd.).
ii) Izvoz in uvoz
Stopnja, do katere je mogoče razvito orodje ponovno uporabiti
pri drugem projektu (pretvorba v predloge, funkcionalnost
kopiranja itd.).
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6. Vzdrževanje (angl. maintainability)
Stopnja, do katere orodje RAD omogoča preprosto vzdrževanje.
a) Spremenljivost
i) Prilagodljivost
Stopnja, do katere orodje RAD omogoča preprosto spreminja-
nje funkcionalnosti v implementirani rešitvi.
ii) Korektivnost
Stopnja, do katere orodje RAD omogoča preprosto odpravo
napak v implementirani rešitvi.
b) Možnost testiranja
i) Testi
Stopnja, do katere orodje RAD omogoča testiranje in zagota-
vljanje kakovosti programske rešitve.
3.4 Uporaba metrik
Ker je ocena kakovosti lahko odvisna od osebnih preferenc ocenjevalca, sploh
v kontekstu RAD, je treba pred začetkom primerjave odgovoriti na naslednja
vprašanja:
I. Ali so v razdelku 3.1 opredeljeni cilji enakovredno pomembni med ra-
zvojem programske opreme (prispevajo enak faktor h končni oceni)?
II. Ali so vse v razdelku 3.3.1 identificirane značilnosti kakovosti enako-
vredno pomembne (prispevajo enak faktor h končni oceni)?
III. Kako bomo zagotovili, da pri ocenjevanju uporabljamo enaka merila za
vsa orodja med izvajanjem primerjalne študije?
Za pomoč pri odgovarjanju na prvi dve vprašanji smo se odločili izve-
sti anketiranje, in sicer s kontrolirano skupino 15 razvijalcev, ki uporablja
platformo LCAP, imenovano SaleSqueze.
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Za odgovor na prvo vprašanje smo pripravili anketo, ki od anketiranca
zahteva razvrstitev orodij RAD po pomembnosti med celotnim razvojem
projekta. Pojem pomembno orodje smo mehko definirali kot orodje, brez
katerega bi najtežje ulovili časovne roke razvoja (kar v praksi pomeni, katero
orodje uporabljajo večino časa). Dodatno smo se na koncu z vsakim anketi-
rancem pogovorili o njihovem procesu in mnenju o uporabi orodij. Anketa je
prikazana na sliki A.1. Za izračun rangov orodij smo za vsakega anketiranca
uporabili analizo AHP (angl. Analytic Hierarchy Process), ki je za vsako
orodje vrnila rang pomembnosti. Povprečje vseh rezultatov je pokazalo, da
večjih razlik med orodji ni. Če orodja razdelimo po deležu, dobimo 25,85
odstotka za implementacijo tokov in logike, 33,99 odstotka za implementa-
cijo modelov in 40,15 odstotka za sestavo uporabnǐskega vmesnika. Med
pogovorom z anketiranci smo ugotovili, da je rang pomembnosti odvisen od
implementatorja ali razvijalca in njegovega tehničnega ozadja ter konkre-
tnih vrst orodij, ki jih uporablja. Zato poleg ugotovitev, da večjih razlik ni,
tudi nismo uvedli faktorjev uteži. Hkrati lahko zaključimo, da je bila faza
določitve ciljev uspešna. Če bi neko orodje bistveno prednjačilo pred dru-
gimi, bi bil to lahko znak za slabo postavitev začetnih sestavnih orodij RAD
ali LCAP.
Za odgovor na drugo vprašanje smo anketirance v enaki anketi prosili, da
na lestvici od 1 do 5 ocenijo v razdelku 3.3.1 opredeljene značilnosti kakovosti
po tem, koliko je zanje pomembna posamezna značilnost orodij LCAP ali
RAD. Cilj je bil ugotoviti, ali obstajajo razlike med značilnostmi kakovosti.
Statistika odgovorov je vidna na sliki 3.3.
Rezultat anketiranja je pokazal, da razlik med značilnostmi kakovosti
po orodjih ni. Opazimo lahko le, da je kakovost prenosljivosti najmanj po-
membna, kar je logično, saj se pri LCAP zavedamo izgube pri prenoslji-
vosti programske rešitve v druga okolja (angl. Vendor lock-in). Zato smo
v razdelku 3.3.1 za kakovost prenosljivosti popravili začetne opise definicij
značilnosti in atributov. V anketi A.1 smo se spraševali, kako pomembna
je za uporabnika prenosljivost rešitve med okolji. V razdelku 3.3.1 smo to
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Slika 3.3: Primerjava pomembnosti značilnosti kakovosti med tremi vrstami
orodij RAD (anketa)
spremenili v pomembnost prenosljivosti znotraj enakega okolja. Morebitnih
faktorjev uteži nismo uvedli, saj na vzorcu 15 anketirancev nismo mogli iz-
peljati natančneǰsih zaključkov.
Pri odgovoru na tretje vprašanje smo se oprli na standard IEEE 1061 [33],
po katerem so anketiranci določili nivo zadovoljivosti. Lestvico ocen smo de-
finirali kot ocene od 1 do 5 (vidno v tabeli 3.1.). Razlog za to je v preprosto-
sti. Testno smo poskusili oceniti metrike z ocenami od 0 do 100, vendar smo
ugotovili, da je razpon ocen prevelik, to pa je v praksi pomenilo preveliko
subjektivno dodeljevanje ocen.
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Tabela 3.1: Lestvica ocen
Poglavje 4
Primerjava
Za primerjavo smo izbrali platforme Microsoft Power Apps, Mendix in Sales-
force. Omeniti je treba, da obstajajo še druge vodilne platforme, ki niso bile
del primerjave, kot so OutSystems, Appian in Kissflow. Pri izbiri platform
za primerjavo smo namerno izbrali take, ki čim bolj raznoliko implementi-
rajo koncept z manj kode in RAD v svojih orodjih. Na ta način smo lahko
tudi testirali, ali se metrike, ki smo jih predlagali, dobro obnesejo v različnih
primerih.
Za vsako izbrano platformo smo najprej opravili začetno spoznavanje z
orodjem, pri čemer smo se oprli na objavljene vodiče in članke v spletu. S
tem smo pridobili splošno idejo, kaj posamezna platforma omogoča, in njeno
ustreznost za primerjavo.
Nato smo v vsaki platformi zgradili testni primer, opredeljen v razdelku 3.2.
Na podlagi opravljenega in pridobljenega znanja smo ocenili kakovost orodij
RAD, in sicer na osnovi obrazca, predstavljenega v razdelku 3.3.1.
Primerjava ne ugotavlja neposredne primerjave vseh funkcionalnosti med
platformami LCAP, kot so na primer razlike, ali podpirajo skalabilnost, lo-
kalno postavitev, podporo GDPR itd. Te primerjave dobro predstavljajo
druga poročila [8][2]. Primerjava se osredinja na študijo uporabe RAD v
platformah z namenom bolǰsega razumevanja ključnih dejavnikov, ki prispe-
vajo k temu, da je pristop z manj kode učinkoviteǰsi od klasičnega. Zato v
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drugem delu enako primerjavo izvedemo še za izbrane generatorje kode, ki
ustvarijo kodo za nadaljevanje in zaključitev s klasičnim pristopom (4GL).
Namen študije prav tako ni primerjava nefunkcionalnih lastnosti med pri-




Platforma Mendix je ena izmed vodilnih rešitev na področju pristopa z manj
kode, ki jo prepoznavajo analitična poročila, kot so Gartner in velika pod-
jetja, kot sta SAP in IBM. Platforma ponuja celovit paket, ki je namenjen
hitri gradnji aplikacij. Platforma abstrahira in avtomatizira vse sloje za ra-
zvoj aplikacij. Struktura podatkov je zgrajena z rabo enotnega jezika za
modeliranje (UML), kar je vidno na sliki 4.1. Poslovna logika uporablja no-
tacijo za modeliranje poslovnih procesov (BPMN), uporabnǐski vmesnik pa
je zgrajen z orodjem po vzoru WYSIWYG (angl. What You See Is What
You Get) [38]. Opazno je, da je bila platforma že v osnovi razvita kot LCAP
in ni bila dograjena vanjo. Opazna je razdelanost vlog posameznih orodij
RAD, zaradi česar je platforma idealna za primerjalno študijo.
Mendix poleg orodij RAD v spletni aplikaciji ponuja tudi namenski pro-
gram Studio. Ker je program bolj polno funkcionalen od spletne aplikacije,
ki se osredinja na nerazvijalce, smo v primerjavi uporabili Mendix Studio
Pro 8.10.12. Glede na postavljene metrike in lestvico ocen v razdelku 3.1
smo ocenili v nadaljevanju predstavljena orodja RAD platforme.
Orodje za implementacijo podatkovnega modela
Orodje se je odrezalo z oceno 4,92. Pomanjkljivosti za omogočanje hitre
implementacije nismo odkrili.
Že med gradnjo modela se je mogoče naročiti na dogodke posameznega
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Slika 4.1: Mendixovo orodje za implementacijo podatkovnega modela
dokumenta modela in na nivoju modela definirati pravila kontrole do-
stopa do posameznih atributov (upoštevano kot presežek).
Ker orodje za razvoj uporablja standardne diagrame UML, je njegova
uporaba razumljiva brez vodičev. Pri pozneǰsem urejanju modelov je
bilo orodje v oporo z javljanjem napak, ki smo jih povzročili s spre-
membami, kar bistveno olaǰsa uvajanje novih sprememb.
Orodje za implementacijo toka dogodkov in poslovne logike
Orodju smo dodelili oceno 4,71. Orodje del vmesnika skrije kar v
orodje za izdelavo modelov, kar je pri LCAP zaradi tesne integracije
pričakovano. Integracija omogoča hitro postavitev poslovne logike mo-
dela kar ob definiciji.
Za definicijo pogojev orodje v ospredje postavlja možnost vnosa izrazov
v Mendixovi sintaksi po meri, zato za uporabo zahteva pomoč doku-
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mentacije. V primeru kompleksneǰsih izzivov je možno funkcionalnost
razširiti z lastnimi javanskimi vtičniki, vendar rešitev ni hitra in zahteva
tradicionalni pristop kodiranja.
V metriki ponovne uporabe je orodje dobilo najvǐsjo možno oceno, saj
omogoča izrezovanje poljubnega toka dogodkov v drug tok dogodkov
ali samostojni novi tok (Mendix to imenuje Micro Flow). Orodje se
enako dobro odreže v metriki vzdrževanja, saj omogoča povezovanje v
integrirani razhroščevalnik. Ravno iskanje napak je pogosta težava pri
konceptu z manj kode, saj so običajno orodja nedostopne črne škatlice.
Orodje za implementacijo uporabnǐskih vmesnikov
Orodju smo dodelili oceno 4,81. Pri sestavi vmesnika je dobrodošla
funkcionalnost avtomatske populacije obrazca glede na model, kar bi-
stveno prispeva k hitreǰsi izdelavi. Edina možnost, ki smo jo pogrešali,
je preprosteǰsi način za spreminjanje teme grafičnega vmesnika.
Skupna ocena, ki jo je Mendix kot LCAP dosegel, je 4,8. Posamezne
ocene atributov metrik so prikazane v tabeli 4.1.
4.1.2 Microsoft Power Apps
Microsoft Power Apps omogoča ustvarjanje preprostih mobilnih in spletih
aplikacij z abstrakcijo vseh slojev razvoja v obliki spletnih orodij. V primer-
javi smo upoštevali le orodja, namenjena za izdelavo spletne aplikacije.
Glavna prednost je možnost povezave in integracije z obstoječimi Micro-
softovimi produkti, kot so SharePoint, Outlook, Office 365, Dynamics 365.
Dodatno platforma omogoča povezljivost v druga, bolj popularna, orodja,
kot sta na primer Salesforce in MailChimp.
Orodja v platformi uporabljajo podobne funkcionalnosti in vmesnike, ki
jih lahko najdemo v platformi Microsoft Dynamics. Podobno zaradi močne
povezave z Office 365 najdemo gradnike programa Microsoft Excel. Sesta-
vljenost orodij iz drugih produktov slabše vpliva na povezanost med orodji, v
smislu platforme v celoti, kar se je odrazilo tudi pri našem ocenjevanju glede
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Značilnost kakovosti Podznačilnosti kakovosti Atribut kakovosti M L U
Funkcionalnost
Dokončanost
Pokritost 5 5 5
Presežek 5 4 3
Konsistenca
Format zapisa 5 3 3
Terminologija 5 4 5
Interoperabilnost
Združljivost podatkov 5 4 5




Preprečevanje nepravilnosti 5 5 5
Javljanje nepravilnosti 5 5 5
Nasveti 5 4 5




Vodiči 5 4 5
Dokumentacija 5 5 5
Razumljivost Ustrezen uporabnǐski vmesnik 5 4 4
5 4,33 4,67
Učinkovitost
Poraba virov Učinkovitost v virih 5 5 5
Poraba časa Učinkovitost v času 4 5 5
4,5 5 5
Prenosljivost Ponovna uporabnost
Ponovna uporaba 5 5 5




Prilagodljivost 5 5 5
Korektivnost 5 5 5
Možnost testiranja Testi 5 5 5
5 5 5
Skupaj 4,92 4,71 4,81
Tabela 4.1: Ocena orodij RAD v platformi Mendix. Legenda: M (im-
plementacija podatkovnih modelov), L (implementacija toka dogodkov), U
(implementacija uporabnǐskih vmesnikov)
na postavljene metrike in postavljeno lestvico ocen v razdelku 3.1. Ocenili
smo v nadaljevanju predstavljena orodja RAD.
Orodje za implementacijo podatkovnega modela
Orodju smo dodelili oceno 3,65. Opazna je močna preprostost orodja,
ki izhaja iz potrebe po združljivosti z drugimi produkti. Uporabnǐski
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Slika 4.2: Microsoftov vmesnik Power Apps
vmesnik ne omogoča dobrega pregleda implementiranih modelov in nji-
hovih relacij.
Orodje za implementacijo toka dogodkov in poslovne logike
Orodju smo dodelili oceno 3,35. Podobno kot pri modelu je orodje pri
sestavi tokov preprosto, kar dobro vpliva na metriko razumljivosti, ven-
dar slabo na končno uporabno funkcionalnost. Pri orodju nam je bila
všeč uporaba enakega načina vnosa funkcij kot v programu Microsoft
Excel. Večja slabost orodja, ki slabo vpliva na metriko uporabnosti, je
nezmožnost preproste prenosljivosti opravljenega v druge dele projekta.
Vmesnik orodja je prikazan na sliki 4.2.
Orodje za implementacijo uporabnǐskih vmesnikov
Orodju smo dodeli oceno 3,64. Slabšo oceno lahko pripǐsemo pred-
vsem uporabnosti, saj je orodje nerodno za uporabo. Manjkajo hi-
tre možnosti za prilaganje po meri, kar onemogoči gradnjo komple-
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ksnih vmesnikov. Enako so ugotovili avtorji primerjave [8]. Čeprav
orodje omogoča tehniko povleci in spusti, je implementacija slaba, ker
ne omogoča hitre gradnje. Bolǰso implementacijo zasledimo znotraj
posebnega načina za gradnjo obrazca, vendar ne omogoča večje pri-
lagodljivosti pozicij polj. Na splošno smo med primerjavo ugotovili,
da pri uporabnosti sestave vmesnikov igra veliko vlogo možnost po-
novne uporabe elementov, saj pri načrtanih vmesnikih želimo doseči
konsistentno uporabnǐsko izkušnjo. V tem orodju ponovna uporaba ali
kopiranje implementiranih elementov zaslona ni mogoče.
Skupna ocena, ki jo je Microsoft Power Apps kot LCAP dosegel, je 3,55.
Posamezne ocene atributov metrik so prikazane v tabeli 4.2.
4.1.3 Salesforce
Salesforce je robustna platforma, ki se je razvila iz sistema CRM. Sčasoma
so ji dodali razširitve, s katerimi je postala tudi platforma LCAP. V glavnem
temelji na standardni postavitvi strani, ki so usmerjene k uporabnikom. Pri-
vzeto so na voljo številne možnosti za oblikovanje strani, hkrati pa omogoča
tudi izdelovanje strani po meri, za katere je treba najprej pridobiti več zna-
nja. Platforma vključuje tudi napredna varnostna orodja in privzeto doda
sledenje vpogledov v podatke in zgodovino sprememb [8].
V primerjavi smo se osredinili le na Salesforce Lightning, prej znan pod
imenom Salesforce App Cloud, kot rešitev za univerzalno sestavo spletne
aplikacije. Glede na postavljene metrike in lestvico ocen v razdelku 3.1 smo
ocenili naslednja orodja RAD okolja Lightning.
Orodje za implementacijo podatkovnega modela
Orodju smo dodelili oceno 3,53. Orodje je integrirano z orodjem za
implementacijo uporabnǐskih vmesnikov. S tem je poenostavljena upo-
rabnost, saj mora implementator namesto dveh korakov (postavitve
modela in nato povezave polj z modelom) le postaviti polja vmesnika
kot atribut modela. Taka postavitev modela je dobrodošla v manj
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Značilnost kakovosti Podznačilnosti kakovosti Atribut kakovosti M L U
Funkcionalnost
Dokončanost
Pokritost 3 3 4
Presežek 1 1 2
Konsistenca
Format zapisa 5 3 5
Terminologija 4 5 4
Interoperabilnost
Združljivost podatkov 5 5 4




Preprečevanje nepravilnosti 5 5 5
Javljanje nepravilnosti 5 5 5
Nasveti 2 4 5




Vodiči 3 3 3
Dokumentacija 4 3 3
Razumljivost Ustrezen uporabnǐski vmesnik 3 4 2
3,33 3,33 2,67
Učinkovitost
Poraba virov Učinkovitost v virih 5 3 5
Poraba časa Učinkovitost v času 3 3 2
4 3 3,5
Prenosljivost Ponovna uporabnost
Ponovna uporaba 2 2 2




Prilagodljivost 5 5 3
Korektivnost 4 4 5
Možnost testiranja Testi 5 5 5
4,5 4,5 5
Skupaj 3,65 3,35 3,64
Tabela 4.2: Ocena orodij RAD v platformi Microsoft Power Apps. Le-
genda: M (implementacija podatkovnih modelov), L (implementacija toka
dogodkov), U (implementacija uporabnǐskih vmesnikov)
kompleksnih rešitvah, pri večjih projektih pa se izkaže za nepregledno.
Salesforce omogoča alternativne načine (orodja), ki pa zahtevajo napre-
dneǰse znanje uporabe in so del večjega ekosistema platforme Salesforce.
Orodje za implementacijo toka dogodkov in poslovne logike
Salesforce orodje poimenuje Flow Builder, dodelili pa smo mu oceno
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4,52. Pri uporabi nismo naleteli na težave (v kontekstu RAD). Od
vseh orodij drugih platform je vmesnik orodja ponujal najbolǰso upo-
rabnǐsko izkušnjo. Vmesnik implementira dober grafični način za se-
stavo pogojev. V primeru potrebe rešitve po meri pa Salesforce ponuja
programski jezik Apex.
Orodje za implementacijo uporabnǐskih vmesnikov
Salesforce orodje poimenuje Lightning App Builder, dodelili pa smo
mu oceno 3,9. Vmesnik je dobro načrtovan in pregleden, omogoča
preprosto sestavo zaslona in spreminjanje pozicij elementov. Časovno
potratno je le prilagajanje grafične oblike zaslona. Pri tem opazimo, da
orodje v osnovi vseeno ni bilo namenjeno za splošne aplikacije, ampak
je bilo ustvarjeno iz potrebe po spremembi administrativnih vmesnikov,
šele nato se je razvilo v splošno namensko orodje.
Skupna ocena, ki jo je dosegel Salesforce kot LCAP, je 3,98. Posamezne
ocene atributov metrik so prikazane v tabeli 4.3.
4.2 Primerjava generatorjev kode
Za povezavo z bolj tradicionalnim programiranjem smo vključili dva gene-
ratorja. Generatorji po omogočanju hitrega razvoja spadajo med tradicio-
nalno programiranje in rešitve LCAP. Običajno omogočajo hitro postavitev
začetnega ogrodja programske rešitve z že vključenimi pogostimi funkcijami,
na primer avtentikacija, upravljanje z uporabniki, domača stran ... Gene-
ratorji kode lahko ponujajo izolirano funkcionalnost ali pa polno rešitev za
pripravljanje spletne storitve. Zato smo za primerjavo izbrali generatorja
KeystoneJS in JHipster, ki ponujata polno rešitev. Oba izdelata spletno
aplikacijo skupaj z rešitvijo zalednega dela (API) in uporabnǐskega vme-
snika. Posebej sta primerna za razvoj obsežnih aplikacij, kot so portali,
forumi, sistemi za upravljanje vsebine (CMS), e-trgovine in spletne storitve
(REST API). Zaradi modularne arhitekture in čiste ločitve različnih funkci-
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Značilnost kakovosti Podznačilnosti kakovosti Atribut kakovosti M L U
Funkcionalnost
Dokončanost
Pokritost 3 5 4
Presežek 2 5 2
Konsistenca
Format zapisa 3 4 3
Terminologija 3 4 4
Interoperabilnost
Združljivost podatkov 2 5 3




Preprečevanje nepravilnosti 5 5 5
Javljanje nepravilnosti 5 5 5
Nasveti 5 5 5




Vodiči 3 5 5
Dokumentacija 3 4 3
Razumljivost Ustrezen uporabnǐski vmesnik 5 5 4
3,67 4,67 4
Učinkovitost
Poraba virov Učinkovitost v virih 5 4 5
Poraba časa Učinkovitost v času 5 5 4
5 4,5 4,5
Prenosljivost Ponovna uporabnost
Ponovna uporaba 2 5 2




Prilagodljivost 2 5 5
Korektivnost 4 5 5
Možnost testiranja Testi 3 4 5
3,5 4,5 5
Skupaj 3,53 4,52 3,9
Tabela 4.3: Ocena orodij RAD v platformi Salesforce. Legenda: M (im-
plementacija podatkovnih modelov), L (implementacija toka dogodkov), U
(implementacija uporabnǐskih vmesnikov)
onalnosti bomo lahko tudi po opravljeni izbolǰsavi na izbranem generatorju
lažje primerjali približek k LCAP ter primerjali prednosti in slabosti.
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4.2.1 JHipster
JHipster smo izbrali, ker je dober primer klasičnega generatorja, ki se po-
gosto uporablja v industriji. Za generiranje v ozadju uporablja generator
Yeoman, ta za zaledni del (REST API) uporabi ogrodje Spring Boot, spi-
sano v programskem jeziku Java. Za generiranje uporabnǐskega vmesnika
omogoča izbiro med ogrodji Angular, Vue in React. V magistrskem delu
smo izbrali Angular, saj kot ogrodje omogoča vse za razvoj SPA (drugi se za
celovitost funkcionalnosti opirajo na tretje knjižnice).
Slika 4.3: JHipster, JDL-Studio
Glede na postavljene metrike in lestvico ocen v razdelku 3.1 smo ocenili
v nadaljevanju predstavljeno orodje RAD in sklope razvoja generatorja.
Orodje za implementacijo podatkovnega modela
Generator JHipster definira jezik JDL za opis podatkovnega modela,
ki ga uporabi pri generaciji. Obstaja namenski JDL-Studio1 (vidno
1Dostopno 1. 7. 2020 na https://start.jhipster.tech/jdl-studio/.
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na sliki 4.3), na podlagi katerega lažje opǐsemo modele v jeziku JDL.
Uporabo JDL-Studia smo upoštevali pri oceni implementacije RAD pri
razvoju modelov. Ker gre za generator, je treba vse spremembe modela
(zapisane v JDL) ponovno uvoziti prek generatorja. To bistveno oteži
nadaljnje vzdrževanje in popravke, saj mora razvijalec združiti svoje
spremembe kode in spremembe regenerirane kode. Za JHipster JDL in
orodje smo dodelili oceno 2,76.
Implementacija toka dogodkov in poslovne logike
JHipster nima namenskega orodja, zato smo RAD za klasični pristop
programiranja ovrednotili z oceno 1.
Implementacija uporabnǐskih vmesnikov
JHipster nima namenskega orodja, zato smo upoštevali RAD za klasični
pristop programiranja. Generator je v oporo na začetku s samodejno
generacijo vseh potrebnih zaslonov in storitev, kar olaǰsa nadaljnji tra-
dicionalni razvoj. Temu sklopu razvoja smo dodelili oceno 1,14.
Skupna ocena, ki jo je dosegel JHipster kot generator, je 1,63. Posamezne
ocene atributov metrik so prikazane v tabeli 4.4.
4.2.2 KeystoneJS
Generator KeystoneJS smo vključili v primerjavo, ker za pomoč pri razvoju
RAD uporablja drugačen pristop. Generator enako kot JHipster na podlagi
izbranih možnosti ustvari začetno kodo projekta. Razlikuje se v ustvarjeni
kodi, saj je generator del programske rešitve. Razvijalec na zaledju defi-
nira opis sheme modelov, te pa nato generator uporabi za dinamično sestavo
CRUD API in uporabnǐskega vmesnika za administracijo podatkov. Gene-
rator za prikaz uporabnǐskega vmesnika (SPA) ponuja na izbiro Nuxt.js z
Vue.js ali Next.js z ogrodjem React.
Glede na postavljene metrike in lestvico ocen v razdelku 3.1 smo ocenili
v nadaljevanju predstavljene sklope RAD razvoja generatorja.
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Značilnost kakovosti Podznačilnosti kakovosti Atribut kakovosti M L U
Funkcionalnost
Dokončanost
Pokritost 3 1 2
Presežek 2 1 1
Konsistenca
Format zapisa 3 1 5
Terminologija 5 1 1
Interoperabilnost
Združljivost podatkov 1 1 1




Preprečevanje nepravilnosti 1 1 1
Javljanje nepravilnosti 4 1 1
Nasveti 1 1 1




Vodiči 3 1 1
Dokumentacija 2 1 1
Razumljivost Ustrezen uporabnǐski vmesnik 2 1 1
2,33 1 1
Učinkovitost
Poraba virov Učinkovitost v virih 3 1 1
Poraba časa Učinkovitost v času 3 1 1
3 1 1
Prenosljivost Ponovna uporabnost
Ponovna uporaba 5 1 1




Prilagodljivost 4 1 1
Korektivnost 3 1 1
Možnost testiranja Testi 1 1 1
2 1 1
Skupaj 2,76 1 1,14
Tabela 4.4: Ocena orodij RAD v generatorju JHipster. Legenda: M (im-
plementacija podatkovnih modelov), L (implementacija toka dogodkov), U
(implementacija uporabnǐskih vmesnikov)
Sklop za implementacijo podatkovnega modela
Kot je že omenjeno, model definiramo v kodi, ki se dinamično inter-
pretira (namenske kode ni). To je mogoče, ker KeystoneJS uporablja
dokumentno podatkovno zbirko (NoSQL). Opis sheme modela sledi
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predlogom JSON Schema, zato lahko pravimo, da gre za standardni
zapis formata (podobno opravimo v nadaljevanju pri naši izbolǰsavi).
Temu delu sklopa razvoja smo dodelili oceno 2,25.
Sklop za implementacijo toka dogodkov in poslovne logike
KeystoneJS nima namenskega orodja, zato smo RAD za klasični pristop
programiranja ovrednotili z oceno 1.
Sklop za implementacijo uporabnǐskih vmesnikov
Generator samodejno ustvari vmesnik na podlagi modela, ki ga pa ni
mogoče spremeniti. Zato smo dodelili oceno 1,03. Poskrbeti je treba
za gradnjo javnega dela strani (vmesnikov). KeystoneJS z namenom
hitreǰse programske sestave vmesnikov ponuja predpripravljene funkcije
za izris vnosnih polj.
Skupna ocena, ki jo je dosegel KeystoneJS kot generator, je 1,43. Posa-
mezne ocene atributov metrik so prikazane v tabeli 4.5.
4.3 Izsledki primerjave
4.3.1 Ovrednotenje metrik
Primerjava med metrikami za orodja LCAP je vidna na grafu 4.4. Generatorji
na grafu niso bili upoštevani, saj nimajo orodij za vse sklope. Opazimo
lahko, da so vsa orodja pri metrikah zanesljivosti, vzdrževanja in učinkovitosti
dosegla bolǰso oceno od metrik funkcionalnosti, prenosljivosti in uporabnosti.
Take rezultate smo na podlagi znanih šibkih točk koncepta z manj kode
pričakovali že pred začetkom primerjave.
Ker lahko z grafa razberemo prednosti in slabosti LCAP oz. koncepta z
manj kode, lahko pravimo, da so bile načrtovane metrike dobre. Interpreta-
cija rezultatov povprečnih ocen po značilnostih kakovosti je predstavljena v
nadaljevanju.
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Značilnost kakovosti Podznačilnosti kakovosti Atribut kakovosti M L U
Funkcionalnost
Dokončanost
Pokritost 4 1 2
Presežek 1 1 1
Konsistenca
Format zapisa 4 1 1
Terminologija 3 1 1
Interoperabilnost
Združljivost podatkov 1 1 1




Preprečevanje nepravilnosti 1 1 1
Javljanje nepravilnosti 1 1 1
Nasveti 1 1 1




Vodiči 1 1 1
Dokumentacija 2 1 1
Razumljivost Ustrezen uporabnǐski vmesnik 1 1 1
1,33 1 1
Učinkovitost
Poraba virov Učinkovitost v virih 3 1 1
Poraba časa Učinkovitost v času 2 1 1
2,5 1 1
Prenosljivost Ponovna uporabnost
Ponovna uporaba 5 1 1




Prilagodljivost 5 1 1
Korektivnost 4 1 1
Možnost testiranja Testi 1 1 1
2,5 1 1
Skupaj 2,25 1 1,03
Tabela 4.5: Ocena orodij RAD v generatorju KeystoneJS. Legenda: M
(implementacija podatkovnih modelov), L (implementacija toka dogodkov),
U (implementacija uporabnǐskih vmesnikov)
Funkcionalnost
Povprečna ocena 3,8 je razumljiva, saj z orodjem nikoli ni mogoče po-
kriti vseh robnih primerov, kot bi jih lahko v tradicionalnem pristopu.
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Slika 4.4: Primerjava meril kakovosti RAD v LCAP
Zanesljivost
Ker razvijemo rešitev z orodji, se lahko zanašamo, da nam že v fazi
razvoja javljajo napake in potencialne nepravilnosti. To se odraža v
metriki s povprečno oceno 4,6.
Uporabnost
Podobno kot pri funkcionalnosti je povprečna ocena 3,9. To je rezul-
tat dodatnega abstraktnega sloja, ki se ga mora uporabnik naučiti.
Pri preprostih rešitvah to ne predstavlja težav in jo lahko štejemo kot
prednost, vendar je ravno nasprotno pri kompleksneǰsih projektih.
Učinkovitost
Povprečna ocena učinkovitosti 4,3 ne preseneča, kajti če se funkcionalno
rešitev da podpreti z orodjem, je uporaba hitreǰsa od tradicionalnega
razvoja. To je tudi ena izmed glavnih prednosti orodij RAD.
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Prenosljivost
Povprečna ocena 3,2 je razumljiva, saj lahko prenosljivost v orodjih
RAD štejemo za šibko točko. Celotna možnost prenosljivosti je namreč
odvisna od orodja in formatov, ki jih uporablja v ozadju.
Vzdrževanje
Povprečna ocena 4,6 je pričakovana, saj je rešitve LCAP lažje vzdrževati,
ker že orodja vsebujejo vse potrebno, spremembe pa zaradi integrira-
nosti rešitve v orodje nimajo skritih posledic.
4.3.2 RAD v LCAP in generatorjih
Že pri majhnem vzorcu primerjav LCAP smo opazili, da so nekateri LCAP
primerneǰsi za določene vrste projektov od drugih. Zato je RAD odvisen tudi
od izbire platforme v povezavi z vrsto rešitve, ki jo potrebujemo. Velik del
uporabnosti orodij je uporabnikovo znanje, kako zadeve izvesti. Neznanje, ali
je to mogoče izvesti, namreč privede do občutka, da platforma ne zagotavlja
vseh potreb. Vse platforme zagotavljajo uporabno izobraževalno gradivo,
dokumentacijo, videoposnetke in vodiče, ki so razvijalcem v oporo med raz-
vijanjem rešitve. Microsoft Power Apps je najbolje integriral izobraževalno
gradivo neposredno v orodja. Mendix in Salesforce pa imata najobsežneǰse
gradivo za izobraževanje, vendar je bolj oddaljeno od vmesnikov orodij (je v
ločenih portalih zbirk znanja).
Primerjava rezultatov ocen orodij RAD v LCAP in generatorjev kode je
vidna na grafu 4.5. Platforma Mendix se je izkazala kot najbolǰsa splošna
rešitev LCAP. Poudariti je treba, da platforme LCAP redno posodabljajo in
izbolǰsujejo orodja, zato se rezultati v prihodnosti lahko spremenijo. Mendix
je na primer na konferenci septembra 2020 predstavil novo orodje Data Hub,
ki bo izbolǰsalo zunanjo povezljivost in integracije. Pri generatorjih je RAD
kot orodje učinkovito v začetnih fazah razvoja projekta, potem pa je njegova
uporabnost vedno manǰsa, saj se uporablja tradicionalno programiranje, v
katero orodja težje posegajo. Manǰsa uporabnost generatorjev v življenjskem
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ciklu razvoja se pozna na rezultatih grafa.
Slika 4.5: Primerjava rezultatov ocen orodij RAD v LCAP in generatorjev
kode
Ugotovitve primerjave so predstavljene v nadaljevanju.
Orodje RAD pri implementaciji podatkovnega modela
Pri orodjih za načrtovanje podatkovnih modelov smo ugotovili, da je
pri uporabnosti takega orodja najpomembneǰsa vloga možnosti dobrega
pregleda celotnega modela in relacij (idealno v obliki diagramov).
Orodje RAD pri implementaciji toka dogodkov in poslovne logike
Pri teh orodjih smo ugotovili, da je velikokrat omejevalni faktor fleksi-
bilnost funkcionalnosti in pisanja izrazov. Orodja težko podpirajo vse
primere, zato je nujno, da omogočajo vnos izrazov, ne da bi bilo treba
za ta namen razviti vtičnike.
Orodje RAD pri implementaciji uporabnǐskih vmesnikov
Pri teh orodjih je najpomembneǰsa zmožnost hitre gradnje zaslonov.
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Izkaže se, da je tehnika povleci in spusti na delovno površino najpri-
merneǰsa. Ker velikokrat sestavljene komponente na delovni površini
ponovno uporabimo, je pri večjih projektih pomembno, da lahko imple-
mentirano kopiramo ali označimo kot predlogo za nadaljnjo uporabo.




Izsledki primerjave med LCAP in generatorjema kode so pokazali, da gene-
ratorji na področju uporabnǐskih vmesnikov slabše omogočajo pristop RAD.
Oba predstavljena generatorja vsebujeta način za modeliranje podatkov-
nih modelov. Čeprav imajo na tem področju orodja LCAP bolǰsi grafični
vmesnik, ni bistvene razlike v učinkovitosti, saj na primer JHipster z dodat-
kom JDL-Studio dobro izbolǰsa proces RAD.
Pri implementaciji tokov dogodkov in poslovne logike je uporabnost iz-
bolǰsave RAD odvisna od projekta. Zavedati se je treba, da se prednost
vizualnega programiranja tokov in logike manǰsa z večjo kompleksnostjo pro-
jekta [39]. Zato tega sklopa nismo izbrali za izbolǰsavo. Problem včasih
imenujemo špageti koda (angl. spaghetti code), kjer več časa potrebujemo
za razumevanje (pri vizualnem orodju povezave med diagrami in akcijami)
kot implementacijo. Hkrati tudi orodja ne morejo pokriti v vseh primerih
celotne funkcionalnosti, zato uporabniku omogočajo vnos kode (tradicionalni
pristop programiranja), na primer pri platformi Salesforce programski jezik
Apex.
Pri sklopu uporabnǐskih vmesnikov generatorji sicer samodejno izdelajo
kodo vmesnika na podlagi modela. Vendar nato nadaljnji razvoj (spreminja-
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nje) zahteva tradicionalno programiranje, kar v primerjavi z orodjem za UI,
najdenim v LCAP, zmanǰsa možnost hitrega razvoja in prototipiranja. Zato
smo se odločili, da pri generatorju izbolǰsamo hitrost razvoja in možnosti
iteracij uporabnǐskih vmesnikov aplikacije. Specifično smo se osredinili na
vmesnike obrazcev za izvedbo operacij CRUD nad podatkovnim modelom,
saj aplikacijo večinoma sestavljajo obrazci za zajem in urejanje podatkov ter
elementi za prikaz podrobnosti. Ta del je v LCAP globoko integriran z delom
modeliranja in vpeljave logike. Zato je naša izbolǰsava to podobno poskušala
doseči pri generatorjih.
5.1 Načrtovanje izbolǰsave
Izbolǰsavo smo se odločili razviti samostojno od specifičnega generatorja in
jo šele nato v obliki zunanje knjižnice vključiti vanj. Tako lahko enako iz-
bolǰsavo integriramo v več generatorjev, če le s tehničnega vidika ustrezajo
kriterijem za integracijo. Da pripravimo delujočo izbolǰsavo in jo ovredno-
timo, potrebujemo ustrezni generator. Pri izbiri generatorja smo bili pozorni
na dva v nadaljevanju predstavljena kriterija.
Rezultat obstoječe primerjave
Za preizkus orodja smo izbrali generator, ki je po rezultatih primerjave
med generatorji dosegel najbolǰso oceno. S tem smo želeli doseči, da je
generator po uporabnosti blizu LCAP. Na ta način smo lahko generator
z izbolǰsavo kot celoto ponovno ovrednotili in primerjali, za koliko nam
ga je uspelo izenačiti z LCAP.
Tehnična izvedljivosti
Za testiranje izbolǰsave potrebujemo generator, v katerega je mogoče
integrirati naše orodje [40]. Za to mora za generator obstajati možnost
pridobitve znanja o delovanju, arhitekturi kode in postavitvi razvojnega
okolja. Namen dela ni popolnoma razumeti tehnične podrobnosti gene-
ratorja, vendar za uspešno integracijo vseeno moramo pridobiti dovolj
informacij.
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Glede na ugotovitve primerjave in pregled generatorjev smo za okolje
izbolǰsave izbrali generator JHipster, pri katerem so že v osnovi dobro po-
kriti vsi sklopi razvoja. Generator JHipster v ozadju uporablja ogrodje Yeo-
man,1 ki je namenjeno za izdelavo generatorjev ter je dobro dokumentirano
in razširjeno v industriji. To omogoča lažjo integracijo v okolje, saj je na
voljo dovolj dokumentacije in primerov razširitev. Hkrati JHipster omogoča
izdelavo zunanjih modulov2 in načrtov,3 ki razširijo funkcionalnost genera-
torja. To pomeni, da lahko orodje spǐsemo kot zunanji modul za generator,
ne pa kot neposredno spreminjanje izvorne kode generatorja.
5.1.1 Cilji orodja
Orodja LCAP za gradnjo uporabnǐskega vmesnika aplikacije lahko razsta-
vimo na dva glavna dela:
• Grafično orodje za izdelovanje in urejanje obrazca (angl. UI
builder)
Omogočanje hitre izdelave in urejanja obrazcev oz. uporabnǐskega vme-
snika aplikacije je ključno za izbolǰsavo.
• Izris obrazca
Na podlagi izhoda (navodil, kako naj je videti obrazec) orodja iz preǰsnje
točke je treba izrisati funkcionalen obrazec oz. uporabnǐski vmesnik.
Da je obrazec funkcionalen, mora omogočati validacijo podatkov, po-
gojna polja in skrivanje grafičnih elementov.
Dodatni cilj izbolǰsave je preprosta razširljivost orodja. Ker so genera-
torji po naravi narejeni z mislijo, da uporabnik ustvarjeno kodo dogradi po
1Dostopno 1. 7. 2020 na https://yeoman.io/.
2Več informacij je na voljo na https://www.jhipster.tech/modules/creating-a-module/.
3Več informacij je na voljo na https://www.jhipster.tech/modules/creating-a-
blueprint/.
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svojih potrebah, je smiselno, da tudi orodje, ki smo ga uporabili, v sklopu
generatorja omogoča razširljivost.
5.1.2 Sorodne knjižnice in dela
V spletu je v zadnjih letih mogoče zaslediti vedno več podobnih spletnih
orodij, ki na podlagi notacije JSON opǐsejo model in videz uporabnǐskega
vmesnika. Orodja podpirajo različne stopnje kompleksnosti in fleksibilno-
sti. Nobeno orodje pa ne omogoča vseh zastavljenih ciljev pri načrtovanju
izbolǰsave. Prav tako zelo variirajo po učinkovitosti uporabe, od pisanja sin-
takse obrazca (JSON) do integriranega grafičnega vmesnika, ki sintakso skrije
v ozadje. Orodja, ki jih lahko najdemo v spletu, so na primer Alpaca Forms,4
Angular Schema Form,5 React JSON Schema Form6 in Liform-react.7
Opazimo lahko, da vsi omenjeni projekti za osnovo sledijo sintaksi in
smernicam, ki jih predlaga JSON Schema. JSON Schema je besedǐsče, ki
omogoča označevanje in preverjanje veljavnosti dokumentov JSON. Obstoj
osnutkov JSON Schema je pomemben zato, ker predlaga standardni opis
sheme modela. Posledično je večina implementacije prenosljiva med že ome-
njenimi sorodnimi rešitvami. Enako smo pri našem orodju za osnovno idejo
sintakse poskušali slediti smernicam, predstavljenim v JSON Schema draft
7.
5.2 Sintaksa opisa obrazca
Pred razvojem izbolǰsave smo načrtovali sintakso opisa obrazca, ki jo bo
orodje uporabljalo pri izdelavi in interpretaciji obrazca. Postaviti smo morali
sintakso za definicijo podatkovnega modela, opisa uporabnǐskega vmesnika
4Dostopno 1. 7. 2020 na http://www.alpacajs.org/.
5Dostopno 1. 7. 2020 na http://schemaform.io/.
6Dostopno 1. 7. 2020 na https://github.com/rjsf-team/react-jsonschema-form.
7Dostopno 1. 7. 2020 na https://limenius.github.io/liform-react/.
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in način za naročanje na zunanje dogodke aplikacije in proženje dogodkov.
Začetna oblika sintakse je vidna v tabeli 5.1. Za obliko zapisa smo izbrali
notacijo JSON, saj se bo orodje izvajalo v spletnem brskalniku na podlagi
skriptnega jezika JavaScript. Ker ima JavaScript sintakso objekta enako
zapisu JSON, jo zna učinkovito interpretirati. Hkrati ne potrebujemo doda-
tnih translacijskih knjižnic. Če grafičnega vmesnika za gradnjo obrazcev ne
bi imeli, bi bilo smiselno podpreti tudi obliko zapisa YAML, ki je za človeka
bolj berljiva.
Ime lastnosti JSON Opis
schema Objekt JSON, ki vsebuje definicijo podatkovnega modela.
layout Objekt JSON, ki vsebuje opis uporabnǐskega vmesnika.
$events Objekt JSON, ki vsebuje naročnine na izbrane zunanje dogodke.
Tabela 5.1: Opis lastnosti na prvem (korenskem) nivoju objekta JSON za
definicijo obrazca
Pri načrtovanju smo izhajali iz ideje, da uporabnik najprej definira po-
datkovni model, šele nato opǐse vmesnik obrazca. Prednosti sta dve. Prva je
ta, da zaradi znanega opisa podatkovnega modela orodje potrebuje manj in-
formacij pri opisu vmesnika obrazca. Če je na primer v modelu lastnost tipa
datum in jo želimo prikazati v vmesniku, kot vnosno polje za izbiro datuma,
ni treba posebej specificirati tipa polja. Druga prednost pa je, da večina ge-
neratorjev že vsebuje opis modela (na primer JHipster JDL), zato ga lahko
preprosto prevedemo v definicijo, ki je osnova za nadaljnje spremembe in
prototipiranje.
V nadaljevanju predstavljamo ključne dele sintakse in razloge za sprejete
odločitve. Podrobno vseh funkcionalnosti ne opisujemo, za podroben opis
sintakse s primeri pa je bila izdelana namenska dokumentacija.8 Polni primer
opisa obrazca je prikazan v dodatku B.1.
8Dostopno 1. 7. 2020 na https://jsf.gitbook.io/jsf.
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5.2.1 Definicija podatkovnega modela
Za vsak atribut v podatkovnem modelu je treba definirati podatkovni tip,
pogojnost, validacijo formata vrednosti in validacijo vrednosti po meri. Zato
je atribut podatkovnega modela opisan v notaciji JSON, kot objekt, sesta-
vljen iz obveznih in opcijskih lastnosti. Skupne lastnosti objekta za katerikoli
tip atributa so predstavljene v tabeli 5.2. Edina obvezna lastnost je type,
ki hrani informacijo, kakšnega podatkovnega tipa je atribut. Vrste podat-
kovnih tipov smo definirali na podlagi primitivnih tipov v skriptnem jeziku
JavaScript, osnutka Json Schema Draft 7.0,9 OpenAPI 3.010 in lastnega mne-
nja o izbolǰsavi. Možne vrednosti lastnosti type so predstavljene v tabeli 5.3.
Ime ključa Tip Opis
type (obvezen) string Podatkovni tip. Za seznam možnosti
glej tabelo 5.3.
title string Naslov polja namenjen za grafični
vmesnik.
required boolean Ali je polje obvezno.
default Ustreza tipu atributa. Privzeta vrednost polja.
const Ustreza tipu atributa. Polje ima statično vrednost, ki je ne
moremo spremeniti.
enabledIf object Pogojnost je opisana v razdelku 5.2.2.
evalValidators object Validacija po meri je opisana v raz-
delku 5.2.3.
handler object Razširljivost orodja je predstavljena v
razdelku 5.3.3.
Tabela 5.2: Osnovne lastnosti, ki opisujejo atribut modela in dodatno funk-
cionalnost
Primer opisa preprostega modela na podlagi predstavljenega je prikazan
na primeru 5.1.
9Dostopno 1. 7. 2020 na https://json-schema.org/draft-07/json-schema-release-
notes.html.
10Dostopno 1. 7. 2020 na https://swagger.io/specification/.
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Tip Opis Primer vrednosti
string Niz znakov. ”Pozdravljen svet!”
number Število. 101.01
integer Celo število. 101
boolean Logična vrednost. true
object Objekt lastnosti. { ”foo”: ”bar”}
array Seznam lastnosti. [1, 2, 3]
date Datum in čas. ”Fri Sep 04 2020 12:12:06 GMT+0200
(Central European Summer Time)”
null Ni vrednosti. null
id 24-bajtna šestnajstǐska pred-
stavitev 12-bajtnega niza.
507f1f77bcf86cd799439011
Tabela 5.3: Seznam podatkovnih tipov
1 {
2 "type": "object",
3 "properties" : {
4 "username" : { "type": "string", "required": true },
5 "grades" : {
6 "type" : "array",




Primer 5.1: Primer objekta z lastnostjo username tipa znakovni niz in
lastnostjo grades tipa celoštevilčnega seznama
5.2.2 Pogojni atributi modela
Včasih je del hranjenih vrednosti v podatkovnem modelu smiseln le v
določenih primerih. Pri registracijskem obrazcu na primer ni smiselno, da
vračamo vrednost davčne številke v zaledje, če je uporabnik izbral gumb, da
je fizična oseba. Dodatno si v tem primeru želimo, da obrazec samodejno
onemogoči vnosno polje davčne številke.
Pri opisovanju atributa smo zato dodali lastnost enabledIf. Pri
načrtovanju, kako bi lahko uporabnik vnesel pogoj, smo pregledali naslednji
možnosti:
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a) Sestava pogoja na podlagi grafičnih elementov Boolove logike. V ta
namen bi se lahko oprli na knjižnico JsonLogic,11 ki definira sintakso
za opis pogoja in izvajanje. Težava nastopi pri metriki učinkovitosti,
saj od uporabnika za sestavo preprostih pogojev zahteva veliko akcij
(klikov z mǐsko). Dodatno pri kompleksneǰsih pogojih pride do težave
preglednosti (podobno smo že izpostavili pri sestavi toka dogodkov v
poglavju 5).
b) Možnost vnosa pogoja po meri (kodiranje). Čeprav bi lahko rekli, da
gremo s tem proti načelom z manj kode, je vnos pogoja v obliki kode
za razvijalce še vedno lažji kot grafična sestava.
Odločili smo se za implementacijo možnosti b), saj je z omogočanjem
vnosa kode mogoče podpreti katerikoli primer uporabe, kar je pri grafičnem
pristopu težavneje, saj težje opravimo Turingov test (če sploh). Pri izbiri
skriptnega jezika za vnos pogoja kode je treba biti pozoren na varnostni
vidik. Težavo predstavlja način izvedbe, saj jo je treba v primeru kode Ja-
vaScript zagnati z uporabo ukaza eval, ki pa ne omogoča izolirane izvedbe.
To samo po sebi ni nevarno, če se zavedamo, da razen razvijalca oz. avtori-
ziranih uporabnikov nihče ne sme imeti možnosti pisanja pogojev (urejanja
obrazcev). V nasprotnem primeru omogočimo potencialni napad XSS (angl.
Cross-site Scripting).
To bi lahko rešili z uvedbo alternativnega skriptnega jezika, ki ga je
mogoče zaganjati na varen način. Preučili smo možnost uporabe transforma-
cijskega jezika JSONata.12 Ugotovili smo, da bi uvedba novega jezika slabo
vplivala na metriko uporabnosti, saj bi se moral uporabnik naučiti nov jezik.
Zato smo na koncu omogočili pisanje pogojev na podlagi skripte JavaScript,
ki jo definiramo pod lastnostjo atributa enabledIf.$eval. Zgled uporabe je
viden na primeru 5.2 v osmi vrstici. Če je koda po meri odvisna od sprememb
vrednosti v drugih atributih, smo dodali lastnost enabledIf.dependencies,
11Dostopno 1. 7. 2020 na http://jsonlogic.com/.
12Dostopno 1. 7. 2020 na https://jsonata.org/.
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s katero v obliki seznama lahko podamo imena atributov, od katerih smo














Primer 5.2: Primer objekta s pogojnim atributom vatNumber
Za onemogočene atribute smo dodatno postavili pravili 5.1 in 5.2.
Pravilo 5.1: Če je atribut onemogočen, so samodejno onemogočeni vsi nje-
govi otroci (podatributi) ne glede na njihovo stanje.
Pravilo 5.2: Vrednost onemogočenega atributa je vedno null ne glede na
podatkovni tip.
5.2.3 Validacija modela
Validacijo lahko razdelimo na preverjanje veljavnosti formata in preverjanje
veljavnosti vrednosti v kontekstu poslovne logike.
Za prvo točko smo definirali namenske lastnosti. Čeprav bi lahko z drugim
načinom validacije dosegli enak cilj, bi za to uporabnik potreboval več časa.
Ker so te lastnosti pri uporabi pogoste, bi to slabo vplivalo na metrike. Vsi
atributi imajo skupno validacijsko lastnost required, s katero lahko povemo,
da je vnosno polje obvezno. Za vsak tip atributa posebej pa smo definirali
dodatne pogoste lastnosti, prikazane v tabeli 5.4.
S podanimi lastnostmi pokrijemo večino primerov uporabe, ne moremo
pa pokriti vseh. Že pri tipu string, kjer smo dodali možnost validiranja





format Ključna beseda format omogoča osnovno po-
mensko preverjanje veljavnosti nekaterih vrst
nizov, ki se pogosto uporabljajo. Primer
možnih formatov: date, email, ipv4, ipv6, uri.
minLength Minimalna dovoljena dolžina niza.
maxLength Največja dovoljena dolžina niza.
pattern Preverjanje veljavnosti niza na podlagi regu-
larnega izraza.
array
uniqueItems Elementi na seznamu morajo biti unikatni.
minItems Najmanǰsa dovoljena velikost seznama.
maxItems Največja dovoljena velikost seznama.
date
minimum Najmanǰsi možni datum.
maximum Največji možni datum.
number
minimum Najmanǰse možno število.
maximum Največje možno število.
exclusiveMini-
mum
Najmanǰse ekskluzivno možno število.
exclusiveMaxi-
mum
Največje ekskluzivno možno število.
minDecimalDi-
gits




Največje število števk za decimalno vejico.
integer
minimum Najmanǰse možno število.
maximum Največje možno število.
even Vrednost mora biti sodo število.
odd Vrednost mora biti liho število.
Tabela 5.4: Opis validacijskih lastnosti formata
formata z regularnim izrazom, ni mogoče pokriti vseh primerov. Regularni
izrazi namreč ne prestanejo Turingovega testa. Hkrati ni mogoče opisati
validacijskih pravil, ki so odvisna od drugih vrednosti.
Zato smo podobno kot v razdelku 5.2.2 definirali validacijo po meri na
podlagi možnosti vnosa poljubne kode JavaScript. V ta namen obstajata
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lastnosti evalValidators.$eval in evalValidators.dependencies. Do-
datno smo definirali lastnost evalValidators.errorCodes, s katero upo-
rabniku omogočimo prijazen izpis napake v vmesnik. Primer uporabe je








8 "errorCodes" : [{
9 "code" : "my -error -code",
10 "message": "A + B doesn ’t equal to C value ."
11 }],
12 "dependencies": [ "a", "b" ],
13 "$evals" : [ "if ($val.a + $val.b != $val.c)





Primer 5.3: Primer testa, ali je A + B enako C
Dodatno smo definirali pravili 5.3 in 5.4.
Pravilo 5.3: Če atribut ni veljaven, ni veljaven tudi njegov starš (nadatri-
but). Iz tega sledi, da je korenski atribut (model) in posledično obrazec vedno
neveljaven, če je katerikoli notranji atribut neveljaven.
Pravilo 5.4: Onemogočeni atribut je vedno obravnavan kot veljaven, njego-
vega stanja veljavnosti ne računamo.
5.2.4 Definicija uporabnǐskega vmesnika
Glavni del obrazca je uporabnǐski vmesnik. Ker smo v prehodnih poglavjih
že definirali podatkovni model in pravila validacije, je treba le še opisati,
kje v vmesniku naj se izrǐsejo. Dodatno je treba omogočati izris podpornih
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grafičnih elementov, kot so vrstice, stolpci, besedilni in interaktivni elementi.
Za to je namenjena korenska lastnost layout.
Pri načrtovanju sintakse opisa vmesnika smo identificirali tri različne vrste
grafičnih elementov:
(a) Elementi za prikaz polj atributov modela (v dokumentaciji imenovani
PropLayout)
Ta element pozna le lastnost key, ki pove, na kateri atribut naj se polje
nanaša. Izjema je le, če gre za atribut tipa array. V tem primeru je na
voljo lastnost items, na podlagi katere je možno iterirati čez vrednosti
atributa. Zgled uporabe je prikazan na primeru 5.4 v deseti vrstici.
(b) Vsebnǐski elementi (v dokumentaciji imenovani ItemLayout)
Sem spada večina značk HTML, ki omogočajo gnezdenje značk. Do-
datno smo dodali pogosto uporabljene komponente zunaj standarda
HTML, kot so na primer funkcionalnosti zavihkov v vmesniku. Na
ta način se razvijalcu ni treba ukvarjati s sestavo (z razvojem) pogo-
stih komponent. Poleg lastnosti type, s katero povemo, za kateri tip
elementa gre, definiramo še lastnost items, v katero podamo seznam
elementov (gnezdenje). Zgled uporabe je prikazan na primeru 5.4 v
sedmi in osmi vrstici.
(c) Končni elementi (v dokumentaciji imenovani SpecialLayout)
Velja podobno kot pri drugi točki, vendar brez podpore za gnezdenje.
Zato je ta element definiran le z lastnostjo type. Zgled uporabe je
prikazan na primeru 5.4 v deveti vrstici.
5.2.5 Pogojni grafični elementi
Ena izmed ključnih funkcionalnosti v obrazcu je pogojno skrivanje grafičnih
elementov. K opisu elementa smo dodatno definirali lastnost visibleIf.
Ideja je enaka kot pri pogojnih atributih v razdelku 5.2.2.
V ta namen smo omogočili definicijo objekta z lastnostma visibleIf.$eval
in visibleIf.$dependencies. Zgled uporabe je viden na primeru 5.5.









9 { "type": "heading", "title": "Registration form" },




Primer 5.4: Primer izrisa naslova in polja za vnos uporabnǐskega imena
5.3 Implementacija orodja
Za platformo ogrodja smo izbrali strukturno orodje Angular, ki je namenjeno
gradnji aplikacij SPA. Izbrali smo ga zaradi omogočanja hitrega in kakovo-
stnega razvoja, hkrati pa je ena izmed možnosti pri izbiri projekta v genera-
torju JHipster. V magistrskem delu celotnega poteka razvoja izdelave orodja
ne predstavimo. Predstavimo le arhitekturno zasnovo, omenimo težavo, s
katero smo se soočili, in grafični vmesnik za gradnjo definicije obrazca.
5.3.1 Arhitektura
Orodje smo poimenovali JSF (Json Schema Forms). Arhitekturno je orodje
razdeljeno v dve ločeni knjižnici. Prva vsebuje jedro orodja.13 Naloga jedra
je pretvorba definicije opisa obrazca v AST (angl. Abstract Syntax Tree),
preračunavanje stanj atributov in validacije. Druga knjižnica14 na podlagi
AST iz prve omogoča izris vmesnika obrazca (Angular) in vsebuje grafični
urejevalnik obrazcev.
13Dostopno 1. 7. 2020 na https://www.npmjs.com/package/@kalmia/jsf-common.
14Dostopno 1. 7. 2020 na https://www.npmjs.com/package/@kalmia/jsf-app.









9 { "type": "image", "src": "http:// example.org/img.png",
10 "visibleIf": {
11 "$eval": "return $val.showImage == true",






Primer 5.5: Prikaz slike pod pogojem, da je polje showImage izbrano
5.3.2 Razreševanje odvisnosti
Podatkovni model, ki ga je mogoče opisati z definicijo, predlagano v raz-
delku 5.2, si lahko predstavljamo kot graf točk in listov. Podatkovna tipa
object in array predstavljata vozlǐsča, drugi tipi (string, number, ...) pred-
stavljajo liste. Če bi na tej točki končali opis grafa, bi lahko rekli, da gre za
drevo. Trivialna implementacija računanja stanj ni več mogoča, ko začnemo
upoštevati odvisnosti med atributi. Poznamo dve vrsti odvisnosti:
a) odvisnost pri računanju stanja pogojnosti atributa od vrednosti dru-
gega;
b) odvisnost pri računanju veljavnosti atributa, kjer je odvisen od vredno-
sti drugega.
Pri preverjanju stanj pogojnih atributov za točko a) je treba obhod grafa
začeti v smeri od korena do listov. Zaradi pravila 5.1 lahko namreč del
obhoda zaključimo predčasno, če ugotovimo, da je atribut izklopljen. Smer
obhoda je prikazana z modro barvo na sliki 5.1.
Pri točki b) je ravno nasprotno – začeti je treba obhod od listov do korena.
Zaradi pravila 5.3 veljavnost listov ali vozlǐsč na nižjem nivoju vpliva na
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je odvisen od vrednosti A.
Rezultat veljavnosti A
 je odvisen od vrednosti B.
Slika 5.1: Primer odvisnosti
Opraviti je treba ločena obhoda, najprej za preverjanje pogojnosti in šele
nato veljavnosti. Razlog je v pravilih 5.2 in 5.4, zaradi katerega najprej
želimo preveriti pogojnosti, saj s tem zagotovimo, da se vrednosti v vseh
atributih ne bodo spreminjale med preverjanjem veljavnosti. Ker je treba
pri obeh obhodih upoštevati še odvisnosti polj, pravimo, da gre za obhoda
po usmerjenih necikličnih grafih.
S tem načinom obhodov smo zavestno postavili nekaj omejitev:
• Koda računanja pogojnih atributov se ne sme zanašati na veljavnost
atributov, saj stanje veljavnosti še ni bilo preračunano.
• Pri obhodu za točko a) ne sme biti cikličnih odvisnosti.
• Pri obhodu za točko b) ne sme biti cikličnih odvisnosti.
Za namen testiranja pravilnosti delovanja algoritma za razreševanje od-
visnosti pri računanju pogojnosti in veljavnosti smo razvili namenski raz-
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hroščevalnik. Orodje prikaže atribute v obliki grafa z odvisnostmi, narisa-
nimi v obliki povezav. Hkrati smo ugotovili, da je razhroščevalnik dober
raziskovalec podatkovnega modela, saj si zapletene podatkovne strukture
lažje predstavljamo. Na podlagi grafa tudi lažje vidimo skrito poslovno lo-
giko, odvisno od drugih atributov. Orodje razhroščevalnika je prikazano na
sliki 5.2.
Slika 5.2: Orodje razhroščevalnika z naloženim obrazcem. Siva barva
označuje onemogočene, zelena veljavne in rdeča neveljavne atribute. Črtkana
povezava nakazuje pogojno odvisnost, neprekinjena povezava pa odvisnost
veljavnosti.
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5.3.3 Razširljivost orodja
Eden izmed zastavljenih ciljev orodja je omogočanje razširljivosti. Programi
so običajno razširljivi z vtičniki. Vtičnik je del programske opreme, ki večjim
programom doda posebne zmožnosti na podlagi uporabe API. V našem pri-
meru smo razvili sistem za podporo vtičnikom, ki razširijo ali spremenijo
funkcionalnost delovanja atributa in njegovega izrisa v vmesniku. Vtičnik
torej ne deluje na globalni ravni, ampak izolirano nad izbranim atributom.
Če razvijalec pričakuje delovanje, ki ga ni mogoče podpreti ali pa bi za
implementacijo potreboval preveč časa, lahko to podpre v obliki vtičnika.
Pri načrtovanju smo želeli razvijalcem omogočiti čim preprosteǰsi postopek
razvoja. Okolje orodja zato privzeto prevzema vso funkcionalnost novega
vtičnika, razvijalec pa nato s prepisom metod delovanje lahko spremeni. Na
ta način se lahko posveti le svoji rešitvi, ker so vse podporne funkcionalnosti
že zagotovljene. Ker vtičnik prevzame nadzor nad atributom, lahko vpliva na
vse sistemske funkcije tega atributa. Sem spadajo tudi pogojnost in validacija
atributa ter nastavljanje in vračanje vrednosti atributa.
Razvita podpora za vtičnike v orodju je bila ovrednotena za 24 vtičnikov.
Tako smo dokazali, da je implementirana podpora vtičnikom primerna in
zadostna. Dva vtičnika smo razvili sami (vtičnika any in common/radio).
Druge vtičnike je razvila skupnost v obliki javnega repozitorija.15
Pri opisu podatkovnega modela JSON vtičnik dodamo atributu na pod-
lagi lastnosti handler. Zgled uporabe za izris radijskega polja namesto vno-
snega polja je prikazan na primeru 5.6.
5.3.4 Grafični urejevalnik definicij
Glavna prednost izbolǰsave je grafični vmesnik za gradnjo in urejanje obrazca,
saj pozitivno vpliva na metriko učinkovitosti in uporabnosti. Pri načrtovanju
UI in UX smo se zgledovali po podobnih orodjih v LCAP (dober primer je
Mendixovo orodje).
15Dostopno 1. 7. 2020 na https://github.com/kalmiallc/jsf-contrib-handlers.









9 { "value": "#FF0000", "label": "Red" },






Primer 5.6: Primer radijskega polja (kot razširitev)
V prvi različici orodja smo vmesnik načrtovali brez možnosti povleci in
spusti za spreminjanje lokacije elementa na platnu. Namesto tega je uporab-
nik moral klikniti gumb za dodajanje elementa. To se je izkazalo za slabo
uporabnǐsko izkušnjo (metrika uporabnosti), saj je uporabnik za sestavo in
spreminjanje lokacij elementov na platnu potreboval preveč operacij z mǐsko.
Zato smo v drugi iteraciji orodja podprli možnost povleci in spusti element
iz orodne vrstice. Pri razvoju nismo smeli pozabiti na vtičnike. Tudi za te
je podprt vmesnik, na podlagi katerega lahko vtičniki uporabniku prikažejo
obrazec za nastavitev vtičnika. Na ta način tudi uporaba vtičnikov ne zah-
teva kodiranja.
Vmesnik orodja smo razdelili na tri glavne dele:
(a) grafična sestava in urejanje definicije modela (vidno na sliki 5.3),
(b) grafična sestava in urejanje vmesnika obrazca (vidno na sliki 5.4) in
(c) predogled obrazca v živo.
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Slika 5.3: Uporabnǐski vmesnik za sestavo definicije sheme modela
Slika 5.4: Uporabnǐski vmesnik za sestavo definicije vmesnika obrazca
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5.4 Integracija v JHipster
Generator JHipster omogoča pripravo projekta v različnih tehnologijah. Za
izbolǰsavo smo izbrali le projekte, ki za izbiro strukturnega orodja SPA upo-
rabljajo Angular. Ker je izbolǰsava razvita kot samostojna knjižnica, bi jo
lahko z manǰso ovojnico integrirali tudi v druga strukturna orodja.
JHipster za definicijo že uporablja jezik JDL. Skupaj z zunanjim JDL-
Studiem omogoča učinkovit opis podatkovnega modela. Težava se pojavi, ker
se definirani modeli v JDL uporabijo le za generiranje kode. Vse nadaljnje
spremembe v izvorni datoteki JDL in ponovno generiranje pa povzročijo pre-
pis morebitnih uporabnǐskih sprememb kode (na primer sprememba HTML).
Orodje, ki ga predstavljamo, smo priključili v fazo po generiranju kode. De-
finicije opisa obrazca ne hranimo kot del izvorne kode, ampak neposredno v
podatkovni zbirki. Tako omogočimo nemoteno ponovno regeneriranje mode-
lov JDL brez posledic v kodi za prikaz vmesnika. Druga prednost hrambe
v podatkovni zbirki je možnost hitrega prototipiranja, saj spremembe lahko
vidimo in testiramo takoj.
Orodje smo integrirali tako, da namesto privzeto generirane kode vme-
snika obrazca generator generira le vstopno komponento naše izbolǰsave. Na
ta način tudi ponovno uvažanje ne povzroči konflikta z obstoječim, saj gre le
za vstopno komponento. Komponenta orodja nato na podlagi nadomestne
definicije, nastale iz JDL (del izvorne kode), ali iz definicije iz podatkovne
zbirke (če obstaja) prikaže obrazec. Še vedno vidimo obrazec, enako kot prej,
le da je zdaj izrisan po orodju. Ko razvijalec želi spremeniti vmesnik name-
sto spremembe izvorne kode HTML in TypeScript, uporabi grafično orodje
znotraj projekta za urejanje vmesnika obrazca. Spremembe se shranijo v po-
datkovno zbirko. Za hrambo v podatkovni zbirki smo uporabili JHipsterjevo
funkcionalnost in na podlagi JDL opisali nov tip entitete (JsfDefinition), ki
hrani opis obrazcev (JSON). Proces od začetnega JDL do opisa obrazca je
predstavljen na sliki 5.5.
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Slika 5.5: Proces dela po integraciji orodja v JHipster
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5.4.1 Uporaba in ovrednotenje
JHipster z izbolǰsavo smo ponovno ovrednotili glede na postavljene metrike
in lestvico ocen v razdelku 3.1.
Sklop za implementacijo podatkovnega modela
Na ta sklop orodje ni vplivalo, zato ocena ostaja enaka (3,4).
Sklop za implementacijo toka dogodkov in poslovne logike
Ker orodje omogoča omejen vnos toka zaslonov na podlagi grafičnega
vmesnika, smo oceno izbolǰsali. Dodelili smo namreč oceno 1,45.
Orodje za implementacijo uporabnǐskih vmesnikov
Ker smo pri izdelavi orodja upoštevali ugotovitve primerjav, smo lahko
izdelali orodje, ki dobro podpira hitri razvoj vmesnikov. Glede na
metrike smo dodelili oceno 3,28. Orodje bi bilo lahko bolǰse na področju
ponovne uporabe in javljanja nepravilnosti.
Skupna ocena, ki jo je JHipster dosegel z izbolǰsavo, je 2,71 (brez iz-
bolǰsave 1,63). Posamezne ocene atributov metrik so prikazane v tabeli 5.5.
Z izbolǰsavo smo v celotnem sklopu uporabnǐskih vmesnikov izbolǰsali
vse metrike in s tem oceno generatorja približali ocenam LCAP (vidno na
grafu 5.6). Predvsem smo generator približali LCAP z načinom izdelave vme-
snikov. Prej je bilo treba za ta namen izvesti tradicionalno programiranje
in ponovni zagon rešitve za testiranje opravljenega. Pri LCAP so rezultati
vidni takoj. Ker se uporabnǐski vmesniki pri izbolǰsavi dinamično generirajo,
na podlagi objekta JSON, je mogoče vmesnik spletnega obrazca sproti spre-
minjati, ne da bi bilo treba ponovno prevesti ali znova zagnati katero koli
storitev. Tako smo zagotovili hitreǰsi razvojni cikel, kar posledično znižuje
tudi stroške. Ker izbolǰsava vključuje orodje za urejanje vmesnikov, obliko-
valcem in tudi netehničnim članom ekipe omogoča sodelovanje pri razvoju
aplikacij.
5.4. INTEGRACIJA V JHIPSTER 69
Slika 5.6: Primerjava izbolǰsave generatorja JHipster v primerjavi z drugimi
LCAP in generatorjema
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Značilnost kakovosti Podznačilnosti kakovosti Atribut kakovosti M L U
Funkcionalnost
Dokončanost
Pokritost 4 1 5
Presežek 3 1 5
Konsistenca
Format zapisa 5 5 5
Terminologija 5 1 5
Interoperabilnost
Združljivost podatkov 4 1 5




Preprečevanje nepravilnosti 5 1 3
Javljanje nepravilnosti 3 1 2
Nasveti 1 1 3




Vodiči 4 1 2
Dokumentacija 5 1 3
Razumljivost Ustrezen uporabnǐski vmesnik 3 1 5
4 1 3,33
Učinkovitost
Poraba virov Učinkovitost v virih 1 1 5
Poraba časa Učinkovitost v času 1 1 4
1 1 4,5
Prenosljivost Ponovna uporabnost
Ponovna uporaba 5 1 1




Prilagodljivost 5 1 5
Korektivnost 5 1 5
Možnost testiranja Testi 1 1 1
3 1 3
Skupaj 3,4 1,45 3,28
Tabela 5.5: Ocena orodij RAD v generatorju JHipster z izbolǰsavo. Le-
genda: M (implementacija podatkovnih modelov), L (implementacija toka
dogodkov), U (implementacija uporabnǐskih vmesnikov)
Poglavje 6
Sklepne ugotovitve
V magistrskem delu smo pregledali področje razvoja programske opreme z
manj kode, v katerem prevladuje LCAP. Vendar se lahko pri izbiri ustrezne
platforme za razvoj predlagane rešitve pojavijo težave. Platforme lahko od
zunaj primerjamo po funkcionalnostih, ki jih ponujajo, težje pa ocenimo sto-
pnjo produktivnosti, s katero implementiramo rešitev. V magistrskem delu
zato predstavljamo postopek primerjave podpore konceptov RAD v LCAP.
Med analizo LCAP smo ugotovili, da lahko vsako platformo razdelimo na
tri osnovna orodja RAD. Tako smo težavnost primerjave razbili na manǰse
enote. Hkrati smo ugotovili, da ne obstajajo namenske metrike za ocenitev
konceptov RAD v orodjih. Ker smo te potrebovali za uspešno ocenitev, smo
predlagali druge.
Pri ocenjevanju je pomembno, da vsa orodja ocenjuje le ena oseba ali pa
da se vsi sodelujoči strinjajo z oceno, preden določijo naslednjo (na primer
uporaba pristopa poker SCRUM). Pri ocenjevanju je bilo treba paziti na
nepristranskost, saj gre pri večini metrik za subjektivno mnenje. Ta izziv
smo pričakovali že pred začetkom ocenjevanja, saj smo v fazi analize na
podlagi anketiranja ugotovili, da vsak uporabnik v LCAP drugače občuti
uporabnost orodij. To težavo smo omejili s podrobneǰso definicijo vsakega
atributa metrik.
Določene metrike niso prǐsle toliko do izraza (funkcionalnost pri LCAP),
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saj jih vsa orodja dobro podpirajo, kar je sprejemljivo, ker smo metrike za-
stavili splošno za vsa orodja RAD, in ne samo za LCAP. Če bi zanemarili te
metrike, bi bili rezultati za potencialna druga orodja, ki so na tem področju
slaba, bolǰsi, kot si zaslužijo.
V orodjih RAD pogosto zasledimo koncepte objektno vodenega razvoja.
Posledično v orodjih RAD vsi pričakujejo možnost ponovne uporabe kompo-
nent, vendar ker je RAD le pojem, je to odvisno od posamezne rešitve, saj
skupni uveljavljeni standard ne obstaja. Obstaja nekaj raziskovalnih predlo-
gov, kot je xADL 2.0, vendar se niso uveljavili v industriji. Pri vseh LCAP
zato opazimo slabšo metriko prenosljivosti.
Glede na ugotovljeno menimo, da orodja RAD v LCAP niso primerna za
misijsko kritične projekte (angl. mission critical projects). Bolje se odreže
generator kode, ker je celotna izvorna koda na voljo za pregled in ne vsebuje
vmesnih plasti abstrakcije, ki lahko skrivajo napake.
Med ovrednotenjem LCAP smo dobili bolǰsi vpogled, kdaj je morebiti ge-
nerator kode primerneǰsa izbira. Ugotovili smo, da razvoj projektov v LCAP
s kompleksnimi tokovi dogodkov in poslovno logiko zaradi zahteve po vnosu
kode po meri (ali vključitve vtičnikov) izgubi glavne prednosti učinkovitosti,
zato je generator kode primerneǰsi. Sklop, pri katerem to ne velja, je pri
izdelavi uporabnǐskih vmesnikov. V generatorju kode smo zato ta proces
poskušali izbolǰsati. Razvili smo orodje za hiter razvoj uporabnǐskih vme-
snikov, s katerim smo poskušali generator kode približati platformam LCAP.
Predstavljena izbolǰsava je učinkovito izbolǰsala iterativni proces razvoja in
hitrost, kar se je poznalo tudi pri ponovnem ovrednotenju generatorja.
V nadaljnjem razvoju bi v izbolǰsavo lahko dodali možnost čistega vnosa
pogojev in validacije polj na podlagi grafičnega vmesnika. Tako bi orodje




74 DODATEK A. ANKETA
1. Pomembnost posameznih razvojnih sklopov v običajnem razvojnem ciklu aplikacije 
Katera kategorija je po vašem mnenju 
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2. Pomembnost različnih lastnosti kakovosti razvojnega okolja za vsak razvojni sklop 











Funkcionalnost (angl. functionality) 
Stopnja, do katere razvojno okolje podpira 
zahtevane in zadostne funkcije za dosego zahtev 
aplikacije.       
Zanesljivost (angl. reliability) 
Stopnja, do katere programsko okolje preprečuje 
napake, omogoča obnovljivost in dosegljivost.       
Uporabnost (angl. usability) 
Stopnja uporabnosti programskega okolja 
(zahtevani trud za uporabo razvojnega okolja) 
vključuje stopnjo kakovosti dokumentacije in 
vodičev, ki so na voljo, in splošno razumljivost 
okolja.       
Učinkovitost (angl. efficiency) 
Zmožnost programskega okolja za 
implementacijo zahtev aplikacije v ustreznih 
časovnih okvirih.       
Prenosljivost (angl. portability) 
Stopnja, do katere implementirana rešitev ni 
odvisna od specifičnega programskega okolja 
(reuporaba).       
Vzdrževanje (angl. maintainability) 
Stopnja napora za izboljšanje, odpravo napak ali 
spreminjanje funkcij v implementirani aplikaciji.       
Slika A.1: Izdelana anketa, ki nam je bila v pomoč za ugotovitev, ali ob-










5 "username": { "type": "string" },
6 "isCompanyAccount": {





12 "title": "Vat number",
13 "enabledIf": {











25 { "type": "heading", "title": "Registration form" },







33 "$eval": "return $val.isCompanyAccount == true",






Primer B.1: Polni primer opisa obrazca za registracijo
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