Abstract. Service-oriented Multi-Agent Systems (SoMAS) is an approach to combine the fundamental characteristics of service-oriented and multi-agent methods into a new platform for industrial automation. Several research works already targeted the connection of these technologies, presenting different perspectives in how and why to join them. This research focuses on available efforts and solutions in the area of SoMAS and explains the idea behind the service-oriented agents in industrial automation. A SoMAS system is mainly composed by shared resources in form of services and their providing/requesting agents. The paper also discusses the required engineering aspects of these systems, from the internal anatomy to the interaction patterns. Parameters of flexibility, reconfiguration, autonomy and reduced development efforts were considered and they should be the trademark of SoMAS. Aiming to illustrate the proposed approach, an example of service-oriented automation agents is given.
Introduction
Current industrial automation and production systems are complex, heterogeneous in nature and require enormous development and maintenance efforts. The growing needs for more flexible and reconfigurable production systems has led to the development of new paradigms. One promising approach is to have a conglomerate of autonomous, reusable and co-operating entities (objects) that, under a functional point of view, are capable of dynamically interacting with each other to achieve both local and global objectives. When they are considered within a cross-layer infrastructure, like a manufacturing enterprise [1] , some of them are embedded into automation devices and others are available in computing devices for more complex tasks. Attending to the nature and requirements of such systems, several software methodologies are being considered: the open standard of IEC 61499 to build functional block-based automation control systems, the more experimental Multi-
Background Information and Review of Literature
Service-oriented Architectures is a paradigm for organizing and utilizing distributed capabilities that may be under the control of different ownership domains. This definition is according to the Reference Model for Service Oriented Architecture [4] , which indicates an abstract framework for understanding significant entities and relationships between them within a service-oriented environment, and for the development of consistent standards or specifications supporting that environment. SoA is a means of organizing solutions that promotes reuse, growth and interoperability. Visibility, interaction, and effect are key concepts for describing the SoA paradigm. Note that although SoA is usually implemented using Web Services (WS), services can be made visible, support interaction, and generate effects through other implementation strategies. In a similar way, agent systems are frequently developed to be compliant to the IEEE FIPA standards. FIPA Abstract Architecture [3] includes a specification that defines architectural elements and their relationships.
Overview of Agent and Service Systems in Industrial Automation
Agent systems were introduced in automation and manufacturing when there was the vision of having distributable software components to resolve local tasks, comparable to the heterogeneous nature of the physical domain. Existing models of production, such as Flexible Manufacturing Systems (FMS) [5] , Reconfigurable Manufacturing Systems (RMS) [6] and Collaborative Manufacturing Management (CMM) [7] , are a basis for the application of multi-agent systems to solve and optimize the problems of production, due to the increase of introduced complexity [8] . Among the several publications reporting the application of MAS in automation and production systems, the reader can consult the reference [9] to retrieve more information on this topic.
Service-oriented systems are well known in the field of business and electronic commerce but in industrial automation systems (especially concerning distributed devices) it is a relatively new research area with promising results. The root of SoA fits well with collaborative automation, in the sense of autonomous, reusable and loosely-coupled distributed components. In automation domain, the vision of using SoA is to support the life-cycle needs in the context of agile and flexible manufacturing, addressing distributed, modular and reconfigurable automation systems which behavior is regulated by the coordination of services. The SIRENA Project [10] has contributed to strength the SoA-based automation by providing Web services at device level through the extension of the SoA paradigm into the realm of low-level embedded devices, such as sensors and actuators. Since then, significant research is going on, covering the engineering of such systems, including the process modeling, semantic description and collaboration. Research projects such as SOCRADES [11] and SODA [12] are contributing to develop extensions in serviceoriented automation systems.
The integration of SoA with MAS in industrial automation and concretely its benefits are still unknown, but had started to be discussed. Being both currently the most promising concepts in this matter, the suggestion is that there are substantial benefits in converging both paradigms and technologies [13] . Other conclusions can be obtained from the application in other fields, as described in the next subsection.
Integration of Agents and Services
MAS and SoA are two paradigms that are based on separated models, but which also share common background requirements, features and applications.
The concept of service is frequently presented in publications about agent systems. In [14] , services are used to provide a generic scheme to describe interactions between two agents. The authors of [15] propose an extension of the Web servicesagent integration toolkit WS2JADE for Web services management with FIPA compliant multi-agent systems. The AgentWeb Gateway is an initiative for dynamic and seamless interoperation of multi-agent systems and Web services [16] . In [17] , an agent-based service-oriented system architecture for manufacturing enterprise collaboration is presented. The authors of [18] explore how much the most common agent-oriented methodologies are also oriented to the development of services, comparing different agent-oriented methodologies under the point of view of the development of services. Integration of services is also discussed in [19] , but rather presents available solutions in a more technological point of view. Agents have being widely studied in the way of creating compositions and orchestrations of services that can be understood as a simplification of services in a single one [20] . The power of reasoning provided by agents and the facility of semantic descriptions that are available in services is identified as a strong linkage to prove the usefulness of combining both solutions. As an association, the composition of (Web) services is similar to the planning problem that has been investigated extensively in artificial intelligence [21] , including multi-agent systems.
In the same way that the word service is known in the "agent world", the terminology of agent is not new to SoA (see [4] ). The main issue is that both paradigms have a distinguish evolution and traditional application fields; thereof they are more focused on their specific questions. According to [22] , agent-based services are different from (Web) services, because they can support forming big services automatically and dynamically by the way of liberal coalition themselves in that each participant is autonomous.
The convergence of MAS and SoA can be discussed in different ways. From one side, the idea is to create interoperability mechanisms between the "agent world" and the "service world", using specific gateways/proxies that normally translate the semantic from one side to the other by the means of protocol translation (see [15] and [16] ). Another possibility is to encapsulate single agents as services (agent-based service) and thus having a direct access to other services (see [17] and [23] ). A completely different approach is the concept of service-oriented agents, discussed in this paper, that not only share services as their major form of communication, but also complement their own goals with external provided services (see [24] ). Figure 1 depictures graphically the three approaches. Some researchers discuss subjects such as intelligent services [25] or agent as services [23] , but from our side a pertinent question is: should the service be intelligent or its provider/requester entity? A clear separation must be handled between the shared resource/action (service) and the entity that is responsible of the share. A simple example is a nurse offering a healthcare service to a patient. Who is intelligent? The healthcare service, the nurse or the patient? The answer would be the nurse and the patient, since the healthcare service is just a resource that is offered. This also demonstrates a strong linkage between services and the entities that provide/request them. Intelligent providers can decide over different steps of the service and requesters may able to negotiate previously before accepting the service, as an example. Agents may be the service's providers and requesters, since their definition fits well with this concept.
The challenge is thus the enrichment of SoA with some of the MAS characteristics (or vice-versa), to provide a more dynamic and flexible approach on how services are exposed and consumed, and how collaboration can be done using service-orientation. Cooperation is necessary and essential for multi-agent systems. In most of applications, especially in Internet-based distributed systems, service's request and offer are the main cooperation manners among agents, where agent either requests to get services or offers services for other agents. Such a system can be taken as serviceoriented system [26] . The agent's characteristics of pro-action and autonomy, and agents' ability to negotiate commitments and deal with exceptions, are needed for the anticipated applications of service-oriented computing [23] . Therefore, agents can be used to build high-level models with flexible interaction patterns, while Web services are more suitable for solving interoperability problems among heterogeneous applications across enterprises [17] .
However, issues regarding how they may be competing or complementary technologies remain open. Because of that, research involving agents and Web services is mainly focused on building improved semantics, communication languages and interaction protocols [27] . This represents one research direction where interoperability and the meaning of things are key issues to drive the use of fixed protocols into new directions (see [28] ). The other one is reducing complexity: the concept of agents used in the Web service world is related to solve complex problems on the Web or as intermediaries' entities that make a complex organization externally accessible, and related to the way of simplifying the interface [20] . Reduced research has been seen in terms of the nature of service-oriented agents by the means of the necessity of requesting services, the conditions to provide services and their autonomy over a specific part of the overall (automation) problem.
An Approach for Service-oriented Multi-agent Systems
The main requirement of modern industrial automation and production systems is to provide enough flexibility for automatic reconfiguration, able to respond promptly to changes in the environment and to client demands. To support the service-orientation of the systems that the authors were exploring, software components were specified and developed (see [2] ). These service providing/requesting software components generally are used to represent mechatronic devices and enabled with a certain degree of autonomy to control the device, designated as Smart Mechatronic Components (SMeC). The interaction (or collaboration to reach global production objectives) is done via the access to the provided services. This work is reported in [2] , where the reader can obtain more information.
The autonomy, mediation/representation and ability for collaborative processes that the previously explained components manifest are similar to what normal agents should have. An agent, according to [29] is a computer system situated in some environment, and that is capable of flexible autonomous actions in its environment in order to meet its design objectives. The flexibility of an agent is characterized by its responsiveness, pro-activeness and social behavior. The intelligence is still a matter of subjective appreciation, but according to the previous definition, the cited SMeCs exhibit the main features associated to an (intelligent) agent.
From this observation, a motivation rose in exploring the area of SoA and MAS paradigms to extract useful features and a new form of building automation systems. The adopted solution comes in form of a Service-oriented Multi-Agent System (SoMAS) that combines elements from both models, but also maintains a certain degree of retro-compatibility to its originators. The subsequent sections discuss the adopted approach based on the research work and the existing requirements to build service-oriented agents for industrial automation.
The SoMAS Approach
The proposed approach is characterized by using a set of distributed autonomous and cooperative entities, the agents, using the SoA principles. The development of such SoMAS, presenting differences in relation to the traditional MAS, requires an engineering development framework that supports the new functionalities. More specifically, it describes a model for the development of a MAS oriented by the offer and request of services, in order to fulfill industrial and production systems goals. The approach is different from traditional MAS in the form of: -Agents are service-oriented: individual goals of agents may be complemented by services provided by other agents. Internal conditions of agents can be offered as services for others to be requested. -Features inherited from service-orientation: a main feature is the re-usability of services of an agent that can be used and applied not only for a single type of a problem for what it was developed, but also be re-used for different tasks.
Fig. 2. Model and conceptualization of SoMAS.
The model provides the general guidelines to specify SoMAS for resolving problems and achieve goals in industrial automation and productions. Figure 2 shows the conceptualization based on the different key concepts and an overview of the system's concept. A brief description about each key concept follows: -Domain -Industrial Automation and Production: the domain of the model is applied for industrial automation and production, made of software and hardware components.
-Goal -Resolve heterogeneous automation and production processes: since modern and flexible systems are made of and involve heterogeneous and concurrent activities, the model is targeting the management and resolution of processes for the automation of devices and also the production of goods. Processes may comprehend simple statically descriptions of work-plans to fulfill a given goal or dynamically constructed collaborations for a more flexible approach. -Environment -Modular/Distributed, Service-based: in the system there are software and hardware components. Software components are generally agents that have specified tasks and also may represent/control hardware components.
Resources and functions of agents and other software components are exposed as services. -Entities -Service-oriented Software Agents: a software agent is an entity that may act for a user or device and has the ability to achieve their own goals. Several additional concepts include the degree of autonomy of agents and also their learning and intelligence capabilities. A multi-agent system is used when there are complex objectives made of separable individual problems that can be resolved by single agents and their collaboration, reducing the complexity of the overall problem. -Relationships -Requesting/Providing Services: problems and sub-problems are solved by agents that should collaborate. The collaboration is achieved by providing services by agents (when they have the conditions) and their requesting (when agents have needs). Since this specification represents only a general model, the communication and the development technology is open. This means that any suitable technology can be used to develop the concepts presented by the model. For example, Web services technologies can be adapted to the resource sharing via services and C++ or Java languages can be used to develop the agents.
Engineering Aspects
Agents will not "work" by their own unless some basic specifications for the engineering related to the domain are considered. Several additional topics are related to the engineering of systems that are specified and developed according to the proposed concept. From the other side and since the model is technology independent, the development of consequent service-oriented multi-agent systems can be done using the current available agent development frameworks and service-oriented systems.
The FIPA Abstract Architecture [3] explicitly avoids the issues related to the internal structure of an agent. It also largely defers details of agent services to more concrete architecture documents. The same openness is also exhibited by the proposed approach, thus each agent may be implemented internally independently and differently (i.e. using different technologies, e.g. different decision techniques and different programming languages). The only requirement is that it should share its functions as services and obey to the protocols of communication and processes that were established. This flexibility may contribute for the development of customized agents for diversified tasks. A suggestion for the internal specification of these service-oriented agents is the adoption of a modular approach as the one described in [30] . It introduces an anatomical-like structure for the development of functional and reusable modules of a component/agent, part of a service-oriented automation system.
One of the most important issues is the interaction among entities. A specification for interaction patterns for service-oriented entities was elaborated and documented in [31] , similar to the interaction approach of agent systems. The proposed solution defines a set of interaction phases for the use of services: Discovery, Negotiation, Operational and Termination. Each one of these phases is managed by specific ports of the service. For example, if a requester would like to access a transportation service provided by some agent, it would first enter in the discovery phase and then proceed to the negotiation phase, accessing a specific negotiation port of the discovered transportation port. After successful negotiation, the operation of the services is activated by the operational port. Termination routines can then be accessed via the termination port.
Besides the interaction, the following engineering aspects have also to be considered in the engineering framework: -Description of knowledge and semantics, i.e. agents may understand what is the information associated to services and other elements. -Centralization/decentralization of entities (agents) and tasks: due to the flexibility of the model, implemented systems may adopt a more centralized approach (e.g. master/slave agents) or a completely decentralized distribution (in a more collaborative fashion). -Description of processes that describe the behavior of agents and usage of services can be used as a complement for coordination of activities. -Services may be aggregated/associated, simplifying the external access to resources. -A way to address and discover services and agents.
-Autonomy and pro-activity of agents should be considered in the sense of not only providing services, but also in the ability of requesting them and having "autonomy" of decision and control over some part of the problem. -Design and agent development tools, i.e. providing an environment and framework for easy development and monitoring of agents and services. -Security aspects.
Depending on the type of implementation, other requirements for engineering may also be necessary, besides the ones previously referred.
Example of a Service-Oriented Agent
There are several examples and applications that can be given based on previous explained concept. A traditional manufacturing scenario includes several components that can be distinguished: processing machines, transport systems, warehouses and the products itself. Considering a multi-agent system applied to this scenario, software agents would represent the several elements in the system and act over them.
A concrete example agent is applied as a mediator of a virtual unidirectional conveyor to transport pallets from one port to another (see Figure 3 ). As such, the agent has several functional modules: Communication and Device Interface. These modules are part of the agent's anatomy and permit the agent to communicate via service-orientation and access the physical conveyor, respectively. In its core the agent provides a service (Transfer service) because it has the conditions to do so. But to proceed to a specific transfer of pallets, that is its goal, it also needs to transfer the received pallet to a destination. Consequently, it will request a concrete service from a neighbor device that provides the necessary capabilities. This sort of interactions by complementing own objectives with service-orientation, results in a collaboration in benefit of the overall production and building complex nets of automation systems. The several keywords used previously and that represent the features of SoMAS are explained below using the example of Fig. 3 : -Modularity and autonomy: automation and production problems are subdivided and one agent is autonomous in charge of part of it. In the example, the agent is responsible for the management and objectives of the unidirectional conveyor. -Interoperability and orientation: agents are service-oriented and this characteristic strengths the interoperability between different entities in the system. In the example, the agent is able to create its own services, but in order to respect the global goals it must be able to use other services that are in the system. For the full function of the conveyor, services provided by neighbor transport systems should be used by the local agent to transport pallets to the required designations. -Transparency and reduced development efforts: agents can be developed using different methodologies and technologies, but should obey to interaction patterns that are defined and standard to each other. Proposed methodologies such as the internal anatomy for agents [30] and interaction patterns [31] were specified to reduce development efforts and increase functionality. -Flexibility and reconfiguration: system flexibility is introduced by the autonomy and modularity of agents, which can be used for reconfiguration purposes (e.g. local adjustments without stopping the whole system, environmental changes, and modification of production objectives). -Integration: the use of service-oriented principles over multi-agent systems simplifies the enterprise vertical integration, namely into business levels (commonly operating in a service-oriented way).
Application of Agent and Service Frameworks
The development of a framework based on the present concepts considered several existing implementations. JADE (Java Agent DEvelopment Framework), a widely used framework in the academic area for R&D purposes, is a software framework written in the Java language for the development of FIPA-compliant agents and agent-based systems. Other examples of frameworks for developing agent systems can be referred, such as FIPA-OS, JACK and Mobile-C. One of the main problems of the current agent frameworks is that they have always some sort of centralized management (e.g. containers, agent management system, and directory facilitator) and are not truly distributed and decentralized. For SoA, it is more difficult to find a complete framework to develop serviceoriented systems, being usually only available a set of tools for the development of specific features of the architecture. For example, the SoA for Devices (SOA4D) open toolkit can be used for the development of service-oriented software components in Device Profile for Web Services (DPWS). Therefore, it is only able to create the necessary structures for providing and requesting services, including also the discovery, addressing, etc. One point in favor, besides creating a basis for serviceoriented communication, is the possibility of creating real (100%) distributed systems without central management (such as it happens in the current agent frameworks). For example the dynamic discovery permits localization of services without having a central yellow pages server. Other characteristic is the possibility of dynamically configure devices and services using dynamic deployment.
Since the authors were already working on a framework for service-oriented components [32] , the previous development approach was also considered for developing service-oriented agents, and to cover some of the previous discussed limitations present in SoA and agent frameworks. Some required features include development on C/C++ languages (targeting multi-platform and specially embedded devices), source code availability and extendable, modular and functional body of agents, and a certain degree of autonomy (not only from the concept of autonomous agent, but also from the point of view of the final software component). Considering the requirements, the existing Continuum project was used [32] . The Continuum project aims the development and support of the engineering processes in industrial automation systems, considering also the requirements described in this document.
Conclusions and Future Work
This paper introduces an approach for the development of distributed intelligent systems that exhibit modularity, flexibility, re-configurability and interoperability features, combining the best features of MAS and SoA paradigms. For this purpose, research was done in the direction of SoMAS, being explained the idea of serviceoriented agents. The SoMAS approach introduces main advantages over the traditional MAS and SoA paradigms by combining the best features of MAS and SoA paradigms enhancing the achievement of autonomy, modularity, flexibility and interoperability, and consequent reconfiguration that are required by distributed control systems. Future work is related to enhance the specification of SoMAS and to continue with the development of the framework to be able to specify service-oriented agents for real and virtual automation scenarios. An important question to be resolved is to adopt the compliance with the FIPA specifications.
