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gations‐  und  weiteren  mobilen  Geräten  zeigt,  dass  die  Gegenwart  zu  Recht  als  Zeitalter  der 
Kommunikation bezeichnet wird. Einen bedeutenden Beitrag dazu leistete das Aufkommen des mo‐
bilen  Internets  am  Ende  des  vergangenen  Jahrhunderts.  Von  da  an  waren  Informationen  und 
Kommunikationsmöglichkeiten nicht nur  am  ‚heimischen Rechner’  verfügbar,  sondern überall und 
jederzeit. Diese  ständige Verfügbarkeit  ist  für  viele Menschen  zu einem wichtigen Bestandteil des 
täglichen Lebens geworden (REICHENBACHER, 2003) und führt dazu, dass verstärkt Karten als Schnitt‐
stelle  zu  mächtigen  Informationssystemen  sowie  als  Präsentationsform  raumbezogener 
Informationen angeboten und auch genutzt werden. Obwohl der Aufruf und die Anzahl von Karten 











rungen  gegenüber,  da  es  bei Geräten mit  einem  sehr  kleinen  Bildschirm, wie  Smartphones  oder 
Navigationsgeräten,  inadäquat  ist, die  gleichen Karten wie  für Geräte mit  großen Displays  zu  ver‐
wenden. Den technischen Schranken, die durch die Eigenschaften dieser mobilen Endgeräte wie die 
eben erwähnten kleinen Bildschirmgrößen, geringe Prozessorleistungen oder begrenzte Batterielauf‐
zeiten  bestimmt  werden,  aber  auch  dem  durch  die  Mobilität  der  Benutzer  hervorgerufenen 
veränderten Nutzungskontext muss  in Form einer Adaption der Karten Rechnung getragen werden 




andererseits  durch  den  Benutzer  selbst.  Idealerweise  sollten  bei  letzterem  die  räumlich‐zeitliche 
Situation,  Interessen, Aufgabenkontext, aktuelle Umstände, Ziele, Bedürfnisse etc. Berücksichtigung 
finden. Damit soll eine Informationsüberflutung des Benutzers vermieden und nur tatsächlich benö‐
















traditionelle  kartographische Kommunikationsmodelle des  Fachbereiches der  theoretischen Karto‐

























Definitionen und Grundlagen 
- 3 - 
2. Definitionen und Grundlagen 




Dies  geschieht  durch  die  Bestimmung  des  aktuellen  Standortes  des  Benutzers,  der  sich  durch 
Positionierungsverfahren  wie  GPS  ermitteln  lässt.  Dabei  wird  gleichzeitig  der  Zeitpunkt  der 
Informationsnutzung definiert, welcher zusammen mit dem Standort den räumlich‐zeitlichen Kontext 
der Nutzung und des Benutzers bildet. Anhand dieses Kontexts wird die Geoinformation auf diese 



















Die  Adaption  von  Services  und  Inhalten  umfasst  hauptsächlich  ein  Filtern  von  verfügbaren 
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2.2.1 Adaptierbarkeit 









Auch  Adaptivität  ist  eine  Form  der  Individualisierung  von  Benutzerschnittstellen.  Hier  erfolgt  die 
Initiative und Ausführung einer Systemanpassung hingegen durch das System selbst. Somit gilt ein 
System als adaptiv, wenn es  in der Lage  ist, weitestgehend automatisiert und ohne umfangreiche 




Hierbei  handelt  es  sich  um  einen  Modellierungsprozess,  der  das  Ziel  hat,  ein  System  an  einen 
spezifischen Benutzer oder eine Benutzergruppe zu adaptieren. Grundlage für die Modellierung sind 
Merkmale  des  Benutzers  wie  Erfahrungen  mit  dem  System,  Nutzungshäufigkeit,  Wissen  in  der 











text  umfasst  die  Elemente  Standort,  Zeit,  Identität  und  Aktivität.  Diese  können  als  Indizes  der 
Elemente des sekundären Kontexts fungieren, wie zum Beispiel Verabredung, Wetter, Bedingungen. 
In einem ähnlichen Ansatz von VAN WELIE und DE RIDDER (2001) stimmen drei Elemente mit denen von 
DEY und ABOWD  (1999) überein:  Identität,  Standort  und  Zeit. Das  vierte Element  ist das Gerät.  Es 
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Der  Begriff  ‚Interaktion’  stammt  ursprünglich  aus  den  Sozialwissenschaften  und  meint  das  
‚miteinander‐in‐Verbindung‐Treten’  mehrerer  Elemente  (BOLLMANN/KOCH,  2001)  oder  auch 
‚wechselseitig  aufeinander  bezogene  menschliche  Handlungen’  (QUIRING/SCHWEIGER,  2006).  Im 
Bereich  der  Mensch‐Computer‐Interaktion  sind  dies  Aktionen,  die  vom  Benutzer  am  Computer 









Die Mensch‐Computer‐Interaktion  (engl. Human‐Computer‐Interaction  (HCI))  stellt  die Gesamtheit 
derjenigen Wechselwirkungen  zwischen dem Menschen und Datenverarbeitungssystemen dar, die 
erforderlich  sind  für  ein  bestimmungsgemäßes  und  fehlerfreies  Funktionieren  von 
Computersystemen  (BOLLMANN/KOCH,  2001).  Das  Forschungsgebiet  der  Mensch‐Computer‐
Interaktion  hat  sich  zur  Aufgabe  gemacht,  die  Nutzerschnittstellen,  die  die  Interaktion  zwischen 
Mensch  und  Maschine  verbessern  bzw.  erleichtern  sollen,  zu  gestalten  sowie  sich  die 
Nutzerfreundlichkeit  bzw. Usability  von  Hard‐  und  Software  zum  Ziel  gesetzt  (QUIRING/SCHWEIGER, 
2006).  
 
2.7 Kartographische Kommunikation 
Unter kartographischer Kommunikation werden ein‐ oder mehrseitige Übertragungsprozesse bei der 
Aufnahme, der Verarbeitung und dem Austausch von raumbezogenen Informationen mittels Karten 
oder  anderen  kartographischen  Medien  auf  der  Grundlage  eines  gemeinsamen  Zeichenvorrates 
verstanden.  Die  kartographische  Kommunikation  verfolgt  als  Ziele  die  georäumliche 
Erkenntnisgewinnung bzw. ‐erweiterung, eine raum‐ und umweltbezogene Bewusstseinsbildung und 
die  Steuerung  von  Verhalten  und  Handeln  im  Raum.  Übermittelt  werden  georäumliche 




Definitionen und Grundlagen 
- 6 - 
2.8 User Generated Content 
Der  Begriff User Generated  Content  (UGC) wird  im Deutschen  als  ‚nutzergenerierte  Inhalte’  oder 














User  Generated  Content  ist  kein  in  sich  geschlossener  Begriff,  sondern  vereint  eine  Anzahl 
unterschiedlicher  Plattformen,  Dienste  und  Darstellungsformen  und  stellt  eine  Sammlung 


















raumbezogene  Inhalte  im  Internet zu teilen, ohne Aussicht auf  finanzielle Belohnung und oft ohne 
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2.9 Location-based Services 
Location‐based Services (LBS) sind IT‐Services an drahtlosen, mobilen digitalen Kommunikations‐ und 
Informationsendgeräten,  die  Informationen  zur  Verfügung  stellen, welche  unter  Berücksichtigung 
des aktuellen Standortes des Benutzers oder des mobilen Objektes erstellt, kompiliert, ausgewählt 
oder gefiltert wurden. Damit zählt LBS zu den sogenannten context‐aware Services (KÜPPER, 2005). 
Aus  technischer  Sicht  kann  bei  der  Informationsübermittlung  zwischen  Push‐  und  Pull‐Services 
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Mobile  Applikationen  sind  Anwendungen,  die  auf  mobilen  Endgeräten  über  drahtlose 
Kommunikationsnetzwerke,  in  diesem  Fall  speziell  über  das Mobilfunknetz,  abgewickelt werden. 
Mittlerweile sind damit im Sprachgebrauch meist Anwendungen für moderne Smartphones gemeint, 
die in der Regel über einen Onlineshop, der in das Betriebsystem des Gerätes integriert ist, bezogen 
und als Zusatzsoftware  installiert werden können, aber auch Anwendungen, die sich  fest  installiert 
und nicht löschbar auf dem Gerät befinden, zählen dazu (SJURTS, 2011). 
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3. Angepasste, personalisierte Informationsübermittlung in 





der Darstellung  an die  augenblicklichen Anforderungen und  kognitiven  Fähigkeiten des Benutzers. 
Nicht nur technische Faktoren wie die begrenzte Displaygröße oder Batterielaufzeiten, sondern auch 





Karten  der  letzten  beiden  Spalten  immobil  an  einem  herkömmlichen Desktop‐PC  genutzt werden 
(REICHENBACHER/ANGSÜSSER/MENG, 2002). 
 
   Digitale  Analog oder  Digitale Karten   Digitale Karten 
   mobile Karten  digital erstellte   – offline  – online 
      gedruckte Karte  (CD‐ROM)  (Web) 
Medium             
mobil  3 3 ‐ ‐ 
positionierbar  3 ‐ ‐ (3) 
chronometrisierbar  3 ‐ ‐ 3 
Inhalt      
dynamisch  3 ‐ 3 3 
multimedial  3 ‐ 3 3 
adaptierbar  3 ‐ 3 3 
adaptiv  3 ‐ 3 3 
interaktiv  3 ‐ 3 3 
ortsabhängig gestaltbar  3 ‐ (3)  (3) 
zeitabhängig gestaltbar  3 ‐ (3)  3 
Nutzung      
mobil  3 3 ‐ ‐ 
synchron  3 ‐ ‐ 3 
ortsunabhängig  3 3 ‐ ‐ 
zeitunabhängig  3 3 3 (3) 
Nutzgs‐Sit. rasch wechselnd  3 3 ‐ ‐ 
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Die  Entwicklung  einer mobilen  Karte  kann  als  benutzerzentriertes  Design  realisiert werden.  Laut 










on  als  Folge  dieser  Vorgänge  stellt  die  dritte  Phase  dar.  Eine  Evaluierung  findet  während  der 
praktischen Anwendung in diesem Sinne nicht statt, wobei eine Anpassung einer bereits adaptierten 
Karte durch den Benutzer, indem er die Eigenschaft der Adaptierbarkeit nutzt, im Moment der Ver‐









nen,  Systemdimensionen,  semantische  und  soziale Aspekte.  Im  Bereich  der mobilen  Kartographie 
stellt der Kontext vielmehr ein generelles Konzept dar, das eher spezifische Dimensionen wie Situati‐











































































Für  die  Zeitinformationen  existieren  die  gleichen Granularitätsunterschiede wie  für  den  Standort. 
Zeit kann beispielsweise eine exakte Systemzeit repräsentieren, aber auch eine Tages‐ oder Jahres‐





sionen  des  Kontexts.  An  dieser  Stelle  stößt  man  unvermeidlich  auf  den  Begriff  der 
Benutzermodellierung, welche hauptsächlich  im  Internet für die Adaption von  Inhalten Anwendung 
findet, hier jedoch Teil des Kontextmodells ist. Genauso wie bei anderen Dimensionen stellt sich die 




einem  anfänglichen  Stadium  ist es  angemessen, eine  gradlinige mobile Aktivitätstaxonomie  aufzu‐











die Präsenz eines  georäumlichen Objektes  kann mit  einer  gewissen Wahrscheinlichkeit oder Mut‐
maßlichkeit  durch  die  Untersuchung  eines  anderen  Objektes  zurückgestellt  werden.  Da  die 
Eigenschaften  und  Zustände  dieser  kollokierten  georäumlichen  Objekte  den  Kontext  beträchtlich 
charakterisieren, sind sie von höchstem Interesse. Diese Informationen überschneiden sich aber teil‐
weise  mit  einem  anderen  Typ  der  kontextuellen  Information,  den  physischen  Parametern  (z.B. 
Temperatur, Feuchtigkeit, Lärmpegel etc.). 
Eine weitere wichtige Dimension des Kontexts, die keinesfalls unterbewertet werden darf, sind die 
Charakteristika  des  benutzten  Systems.  Geräte‐  und  Netzwerkeigenschaften  haben  einen 
wesentlichen  Einfluss  darauf,  wie  Informationen  am  besten  übertragen  und  visualisiert  werden 








gelten,  zu  definieren.  Beispielsweise  hat  der  physische  Kontext  (wie  das  Wetter)  Einfluss  auf 
mögliche  Aktivitäten  (z.B.  ist  Schlittschuhlaufen  auf  einem  See  im  Sommer  nicht  möglich). 





Die  oben  erläuterten  Kontextinformationen  können  teilweise  aus  verschiedenen 
Sensorinformationen  abgeleitet,  teilweise  können  sie  aus  anderen  Quellen  bezogen  und müssen 
nicht  in  situ  gemessen  werden.  Sowohl  das  Internet  als  auch  Webservices,  die  ein  Distributed 
Computing  Environment  darstellen,  erlauben  das  Extrahieren  von  Kontextinformationen  durch 
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hängig  ist. Mit  zunehmender  räumlicher  oder  zeitlicher  Distanz  von  der  Existenz  eines  Kontexts 
nimmt die Validität ab. In diesem Ansatz werden drei Prinzipien unterschieden: 
- Prinzip der  Lokalität: Die Relevanz eines Kontext  ist maximal  im Ursprung des  Standortes 
und nimmt mit zunehmender Distanz zum Ursprung ab. Ab einer bestimmten Distanz zum 
Ursprung hat der Kontext keine Relevanz mehr. 
- Prinzip der Temporarität: Die Relevanz eines Kontext  ist maximal  für den Zeitpunkt seines 
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SCHMIDT  und GELLERSEN  (2001)  schlagen  ein  konkretes  räumlich‐zeitliches  Kontext‐Relevanz‐Modell 
vor, das  sich der Fuzzy‐Set‐Theorie, also der unscharfen Mengenlehre, bedient. Die Grundidee der 

































































ristika,  die  bei  der Geovisualisierung  auf mobilen  Endgeräten  berücksichtigt werden  können  oder 
sollten (HÖLLDOBLER, 2001): 
- Ziele/Aufgaben: Das Ziel hängt meist weniger mit dem  individuellen Benutzer als mit dem 
augenblicklichen  Kontext  zusammen  und  kann  sich  stetig  ändern.  Oft  findet  eine 
Unterscheidung  zwischen  übergeordneten  Zielen  und  kleineren  Unterzielen  statt.  Die 
Aufgabe,  die  mit  der  Karte  gelöst  werden  soll,  spielt  demzufolge  eine  große  Rolle.  Als 
typische  kartenspezifische  Aufgaben  bei  mobilen  Endgeräten  können  im  Wesentlichen 
Navigation, Orientierung und die Suche bestimmter Lokalitäten genannt werden (ZIPF, 2003). 
- (Vor‐) Wissen/Erfahrung: Hier betrifft dies  vor  allem die  Frage, wie der Benutzer mit der 
Region,  für die er eine mobile Karte benötigt, vertraut  ist  (Mental Map). Diese Eigenschaft 















der  von  ihm  erfragt  werden.  Die  Aufgabe  des  Systems  ist  es,  Vorlieben  so  weit  zu 
verallgemeinern, dass sie sich auch auf einen anderen Kontext übertragen lassen. Oft werden 
diese  Informationen  in  numerischer  Form  repräsentiert,  damit  Präferenzen  verschiedener 
Benutzer zu Gruppenmodellen zusammengefasst werden können. 
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da  das  System  nur  durch  die Verfolgung  des  Benutzerpfades  innerhalb  der  jeweilige Anwendung 
Informationen gewinnen kann. Daraus ergeben  sich  Informationen, wie häufig der Benutzer einen 





(MEYER,  2010). Die  explizite Methode wird  auch  kollaborative  Benutzermodellierung  genannt. Mit 
























traditionelle  ist die Verwendung  von  Stereotypen. Dabei werden Benutzer  zu  typischen Benutzer‐




pische  Ansatz  ist  einfach  zu  erstellen  und  zu  verwalten,  oftmals  jedoch  nicht  detailliert  und 
aussagekräftig genug. Daher wird meist so vorgegangen, dass die Stereotypen zur Initialisierung des 









welche  meistens  eine  Klassifikationsmethode  darstellt.  Diese  Vorgehensweise  liefert  vielverspre‐
chende  Ergebnisse,  aber  es  gibt  zwei  Schwachstellen:  erstens  benötigen  die  meisten  Verfahren 
Eingabedaten in Form von Negativ‐ und Positivbeispielen, die aus Informationen über den Benutzer 
generiert werden müssen und zweitens arbeiten diese Verfahren mit einer sehr großen Datenmenge, 




der  Systemnutzung.  Es  gibt  darüber  hinaus  noch  die Variante,  dass  der  Benutzer  bereits  a  priori 
modelliert wird. Auch hier kommen verschiedene Methoden zum Einsatz. 
Beim sensorbasierten Ansatz trägt der Proband ein Head‐Mounted‐Tracking‐Gerät, das während der 
Interaktion  mit  der  Karte  sein  Blickverhalten  oder  seine  Gehirnwellen  registriert.  Die 
Aufmerksamkeitsverteilung  der  Kartensymbole  hängt  direkt mit  dieser  Bewegungsspur  zusammen 
und enthüllt Wahrnehmungsparameter wie Auffälligkeit und Betrachtungsdauer einzelner Symbole 
oder Fixationsorte,  ‐häufigkeit,  ‐dauer, und  ‐reihenfolge. Der mentale Aufwand des Benutzers wird 





























phische  Informationen  effizienter  zu  nutzen,  deren  Darstellung  an  seine  Bedürfnisse  und  die 
begrenzten Ressourcen anzupassen sowie die gesamte Relevanz zu verbessern. Das Ergebnis ist eine 
adaptive Karte, die hier als  kartenähnliche Visualisierung definiert werden  kann, welche  in einem 






























Theoretisch  sind  alle  Eigenschaften  und  Funktionen,  die  für  das Design  und  die Verwendung  von 
Geovisualisierung eine Rolle spielen, potentielle adaptierbare Objekte. Diese adaptierbaren Objekte 
lassen sich den eben erwähnten Domänen zuordnen. Demnach wird die Benutzeroberfläche meist 
von  dem  verwendeten mobilen  Endgerät  bestimmt.  Ein  PDA mit  berührungsempfindlichem  Bild‐








































































































wurden,  können  Adaptionsmethoden  den  Informationsgehalt  und  die  Informationskodierung,  die 
Informationsstruktur, die Benutzeroberfläche oder die Informationsdarstellung betreffen. Inhaltliche 
Adaptionsmethoden  adaptieren  Kartenbestandteile,  strukturelle  Adaptionsmethoden  adaptieren 






















phischen  Informationen  adaptiert  werden  soll.  Einige  Elemente  können  vom  System  gemessen, 
andere (wie beispielsweise Präferenzen) sollten vom Benutzer vordefiniert und in einem Profil abge‐




























































































































gender Orte  benötigt, wird  die Gesamtübersicht  kontrahiert,  um  alle  Inhalte  zugleich  auf 
dem Bildschirm  sichtbar  zu machen. Das  LoD und die  topographischen Relationen bleiben 
unberührt. 
- Einzelfenster  mit  Details  auf  Anfrage:  Die  begrenzte  Bildschirmgröße mobiler  Endgeräte 
lässt eine Darstellung  in mehreren Fenstern nebeneinander nicht zu. Deshalb bietet es sich 




3.3 User Generated Content in der Kartographie 
Vor Beginn des 21.  Jahrhunderts war es eine allgemein gültige Annahme, dass man  sowohl einen 
Universitätsabschluss benötigt, um die Erde zu vermessen und die dabei gewonnen  Informationen 
auf  Papier  oder  in  den  Computer  zu  transkribieren,  als  auch  eine  teure Ausrüstung. Das  hat  sich 
drastisch geändert, als US‐Präsident Bill Clinton im Jahr 2000 die Entfernung der Selective Availability 
im GPS‐Signals verkündete und damit eine verbesserte Genauigkeit  für preiswerte GPS‐Empfänger 
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gewährleistete.  Die  Genauigkeit  der  Positionsbestimmung  wurde  von  100  Meter  auf  10  bis  15 
Metern  verbessert  und  zugleich  die  Grundlage  gelegt  für  eine  Reihe  von  Projekten,  die  auf 
benutzergenerierten Kartierungen basieren wie zum Beispiel OpenStreetMap (HAKLAY/WEBER, 2008). 
OpenStreetMap wurde  im  Jahr  2004  gegründet  und  hat  seit  2007  ein  so  rasantes Wachstum  zu 
verzeichnen, dass innerhalb von europäischen Ballungszentren eine sehr gute Abdeckung gegeben ist. 
Neben  OpenStreetMap  sind  Wikipedia,  YouTube  oder  Flickr  weitere  Indikatoren  für  die  große 
Bedeutung von User Generated Content im Internet, auch außerhalb der Kartographie (ZIPF, 2009). 
 





vestitionen  vonnöten, um Benutzer  für das Projekt begeistern und  so Daten  sammeln  zu  können, 
aber da die Datennutzer meist gleichzeitig die Autoren sind, welche sich mit dem Projekt identifizie‐





selber  interessiert.  Des  Weiteren  ist  eine  Qualitätssicherung  in  Form  einer  Kontrolle  der  Daten 
seitens des Betreibers nicht immer möglich. Oftmals kontrollieren sich die Benutzer gegenseitig. Die 
größte  Angst  bei  User  Generated  Content  ist  jedoch  Vandalismus.  Benutzer  befürchten  eine 
Manipulation,  Verfälschung  oder  gar  Löschung  ihrer  Daten.  Ein  solcher  Fall  ereignete  sich  bei 
OpenStreetMap im Jahr 2007, stellt jedoch eine seltene Ausnahme dar: ein Erotikgeschäft wurde zur 
Hauptstadt  ‚erhoben’, was  dessen Namen  sehr  populär machte  (POLCHAU,  2009). An  dieser  Stelle 
spielt auch die Größe der Community eine Rolle, denn umso mehr Mitglieder die Inhalte betrachten, 
desto  schneller  und wahrscheinlicher  fallen  Fehler  auf  und  können  behoben werden, womit  eine 
bessere  und  verlässlichere  Qualitätssicherung  gegeben  ist  sowie  eine  stetig  wachsende 
Informationsdichte und ein  sich  zunehmend  verbessernder  Informationsgehalt. Dies wird auch als 
CrowdSourcing bezeichnet (ZIPF, 2009). 
Die meiste Kritik erntet User Generated Content  in Bezug auf die  vermutete mangelnde Qualität. 
Diese  wird  vorwiegend  in  der  fehlenden  Redaktion,  den  anonymen  Veröffentlichungen  und  der 
zweifelhaften Vertrauenswürdigkeit der Autoren gesehen. Professionelle Anbieter befürchten einen 
Verlust ihres Publikums und einen Preissturz, der möglicherweise nötig ist, um ersterem entgegen zu 
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Der eben erwähnten  zweifelhaften Vertrauenswürdigkeit  von Autoren wird  in  Form eines Mecha‐
nismus  Rechnung  getragen,  bei  dem  Benutzer  andere  Benutzer  für  alle  sichtbar  bewerten,  wie 





3.3.2 Motivationen für Nutzung und Erstellung von User Generated Content 
Gründe dafür, kartographische  Inhalte von unprofessionellen Erzeugern zu nutzen,  liegen vor allem 


















Daneben  existieren  ebenso  negative,  aber  nicht  weniger  wichtige  Motivationen,  die  nicht 
vernachlässigt werden sollten. Nicht alle Produzenten von nutzergenerierten  Inhalten sind an einer 
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3.3.3 EveryTrail - ein Beispiel für User Generated Content 







Hinter EveryTrail  steht die  Firma GlobalMotion, eine  Firma mit  Sitz  in Kalifornien, die  sich  auf die 
Entwicklung von touristischen Anwendungen spezialisiert hat. 
Die Teilnahme bei EveryTrail ist kostenlos. Über 300.000 Trails in über 140 Ländern (GLOBALMOTION, 
2010)  können  eingesehen  werden,  welche  kategorisiert  sind  in  Road‐Trips,  Sightseeing‐Touren, 





eine GPS‐Funktion und  gegebenenfalls eine EveryTrail‐Anwendung  verfügt,  aufzeichnen. Die dabei 
entstandene  GPX‐Datei  und  die  auf  der  Tour  aufgenommenen  Fotos  können  anschließend  bei 
EveryTrail hochgeladen und  in einer  interaktiven Karte von Google Maps visualisiert werden. Liegt 
keine GPX‐Datei vor, kann die Tour auch direkt in die Karte eingezeichnet werden. Die Fotos können 
wahlweise automatisch  anhand  ihres  Zeitstempels  ihren Aufnahmeorten  zugeordnet werden oder 
manuell.  Wurden  der  Trail  und  die  Fotos  über  ein  Handy  mit  einer  EveryTrail‐Applikation 
aufgenommen, wird die automatische Zuordnung bereits  innerhalb der Applikation vorgenommen. 
Abschließend  wird  der  Trail  veröffentlicht  und  ist  somit  zugänglich  für  die  gesamte  EveryTrail‐
Community. Auch nichtangemeldete Benutzer können Touren  im  Internet einsehen,  jedoch  ist ein 




Angepasste, personalisierte Informationsübermittlung in der mobilen Kartographie  






3.4 Kartographische Kommunikationsmodelle 
In den 70er Jahren des 20. Jahrhunderts wurde der Kommunikationsbegriff erstmals nachhaltig in der 
Kartographie untersucht, auch  im  Zusammenhang mit  kybernetischen,  zeichen‐ und  informations‐
theoretischen Aspekten der Kartenherstellung und Kartennutzung. Der Begriff der kartographischen 
Information im Rahmen eines Sender‐Kanal‐Empfänger‐Modells wurde geprägt, basierend auf der zu 









tionsübermittlung  betrachtet,  dessen  Erfolg  in  der  kartographischen  Kommunikation  von 
bestimmenden (‚determinierenden’) Faktoren gesteuert wird (BOLLMANN/KOCH, 2001). 
 




- Duplex‐Kommunikation: Hierbei  handelt  es  sich  um  eine  dialogisierende  Kommunikation, 
d.h. eine wechselseitige Beziehung.  In der Kartographie  findet eine Duplex‐Kommunikation 
vor  allem  in  Form  von  Benutzeranfragen,  graphischen  Manipulationen  bzw.  Adaption 
interaktiver Karten statt. 
- Simplex‐Kommunikation:  Bei  dieser  diagnostischen  Kommunikation  findet  eine  einseitige 
Erfassung, Beobachtung, Analyse und Erkenntnis der Außenwelt statt. In der Kartographie ist 




genen  Information  einen  Einfluss  auf  den  Kommunikator  aus.  Eine  Information  stellt  hier  eine 
Nachricht oder eine Mitteilung dar. 









onen  werden  stets  in  codierter  Form  als  Zeichen  übermittelt,  wobei  diese  Zeichen  oder 
Zeichenfolgen die Realisierung von Informationsinhalten darstellen (HAKE/GRÜNREICH/MENG, 2002). 
 







Eine Duplex‐Kommunikation  ist  nur  dann  sinnvoll, wenn  bei  den  beteiligten  Kommunikatoren  ein 
bestimmtes  gemeinsames  Repertoire  an  Zeichen  und  Zeichenbedeutungen,  d.h.  ein  gemeinsamer 
Zeichenvorrat, vorhanden ist. Die Zeichentheorie (Semiotik) beschäftigt sich mit der Frage des Sinn‐
gehaltes  und  der  Wirkung  dieser  Zeichen.  Sie  ist  also  die  Erkenntnistheorie  der  Zeichen  und 
unterscheidet drei sogenannte Zeichendimensionen (HAKE/GRÜNREICH/MENG, 2002): 











3.4.2 Bestehende kartographische Kommunikationsmodelle 
Bei  den  in  diesem  Kapitel  beschriebenen  kartographischen  Kommunikationsmodellen  ist  in  annä‐
hernd jedem Modell die ‚Urform’ des Sender‐Kanal‐Empfänger‐Modells erkennbar. Dieses Modell ist 
aus  der  mathematischen  Theorie  der  Kommunikation  der  beiden  Mathematiker  SHANNON  und 
WEAVER (1949) hervorgegangen. 
Ein Kommunikationsmodell kann auf zweierlei Weise ausgerichtet sein. Definiert es die Phasen, aus 
denen  ein  Kommunikationsvorgang  aufgebaut  ist,  handelt  es  sich  um  ein  Prozessmodell.  Ein  Sys‐























Auch  in dem ersten bedeutenden  kartographischen  Kommunikationsmodell  von KOLÁČNÝ aus dem 
Jahre 1969 (siehe Anhang  I)  ist das Sender‐Kanal‐Empfänger‐Modell gut erkennbar: der Kartograph 
fungiert als Sender, die Karte stellt den Kanal dar und der Kartenbenutzer den Empfänger. Als vierte 
Hauptkomponente  kommt das Universum des Kartographen und Kartenbenutzers  hinzu,  aus dem 
Informationen  für die Codierung entnommen werden. Die Wechselbeziehung zwischen Kartograph 
und Kartenbenutzer wird  anhand eines  zirkulären Kommunikationsmodells  in Dreiecksform darge‐
stellt,  das  Begriffe  aus  der  Informations‐,  Kommunikations‐  und  anderer  Sozialtheorien  enthält 
(FREITAG,  1992).  Kartograph  und  Kartenbenutzer  verfügen  über  einen  gemeinsamen  Zeichenvorrat 
und werden von zahlreichen determinierenden Faktoren beeinflusst wie ihren Fähigkeiten oder psy‐
chischen Prozesse (BOLLMANN/KOCH, 2001). 




die  zur Befriedigung des  Informationsbedürfnisses  zur Verfügung  steht,  ist  in  zwei Teilmengen ge‐
gliedert:  in  verbale  und  kartographische  Informationen.  Die  Informationsaufbereitung 
und ‐formulierung wird von verschiedenen determinierenden Faktoren beeinflusst, die kartenredak‐
tioneller und kartengestalterischer Natur sind (OGRISSEK, 1987). 
BREETZ  lieferte 1982  in der DDR einen neuen Ansatz  zur Strukturierung der kartographischen Kom‐
munikationskette  in  Form  eines  Prozessmodells  (siehe  Anhang  III).  Es  handelt  sich  um  eine 
Weiterentwicklung des Grundschemas von OGRISSEK (1974). Die Kartennutzung als ein gleichrangiges 
Glied  der  Kommunikationskette wird  ebenfalls  differenziert  dargestellt.  In  diesem Modell werden 
determinierende Faktoren nicht explizit ausgewiesen (OGRISSEK, 1987). 
Ein anderer Ansatz kam 1983 von PRELL  (siehe Anhang  IV). Sein Modell  zeigt kartographische bzw. 
topographische Tätigkeiten sowie den Kartenleseprozess als Ablaufschema und darin  integriert die 
kommunikative  Zeichensituation, wie  sie  durch  die  Herstellung  und  Benutzung  einer  topographi‐
schen Karte als visuellem Kommunikationsmittel entsteht. Die Darstellung basiert auf theoretischen 
Untersuchungsergebnissen von RATAJSKI (1977) zu Informationsverlust und Informationsgewinn durch 
die  kartographische  Kommunikation  und  integriert  diesen Ansatz mit  eigenen  Erweiterungen  und 
Abweichungen in das Modell (PRELL, 1983). Es findet eine genaue Betrachtung der Bewusstseinsinhal‐
te  von  Karten  und  Kartennutzer  und  deren  Überlappungsbereichen  statt,  wobei  zwischen 
fehlerfreien,  fehlerbehafteten,  redundanten,  vom  Benutzer  nicht  verstandenen  und  indirekten  In‐




neben der Gestaltung einer Karte  auch  generelle Kartennutzungsbedingungen  in  Form eines User 
Interfaces konzipiert, wodurch dem Kartennutzer mehr Kontrolle über den Kommunikationsprozess 







In  ihrem Modell von 2002  zeigen HAKE, GRÜNREICH und MENG die Bildung von Primär‐  (Fachmann), 
Sekundär‐ (Kartograph) und Tertiärmodell (Benutzer) auf und geben als Sekundärmodelle auch Geo‐
informationssysteme,  digitale  Karten  und  multimediale  Darstellungen  an  (siehe  Anhang  VI).  Da 
ebenfalls der Dialog des Benutzers mit dem Kartographen oder Fachmann bzw. der Dialog des Karto‐
graphen mit dem Fachmann eingezeichnet  ist, erweitert  sich die  Informationskette  zu einem oder 
mehreren  Regelkreisen,  wenn  die  kartographische  Wiedergabe  zu  Vergleichen  genutzt  wird 
(HAKE/GRÜNREICH/MENG, 2002).  
In  einem  recht  komplexen  Modell  aus  dem  Jahr  2000,  in  welches  wiederholt  determinierende 
Faktoren einfließen, wird erstmals die mögliche Datenintegration durch den Benutzer in ein IS oder 
KIS aufgezeigt (siehe Anhang VII). Dieses Modell stammt von LECHTHALER. Ähnlich in einem Modell von 
KELNHOFER  von 2003  (siehe Anhang VIII). Hier  steht  im  Zentrum des Modells ein Tool  Set, mithilfe 
dessen  der  Kartennutzer  selbst  zum  ‚Kartenmacher’  wird.  Gleichzeitig  wird  seine  notwendige 
geographische  und  erforderliche  kartographische  Kompetenz  in  Frage  gestellt.  KELNHOFER  (2003) 





3.4.3 Ableitung eines Kommunikationsmodells für mobile, interaktive Karten 
Zwar werden  in den neueren der  im  letzten Kapitel beschriebenen kartographischen Kommunikati‐
onsmodelle  interaktive Karten bzw.  teilweise auch der Benutzer als  ‚Kartenmacher’ berücksichtigt, 
jedoch nicht die Adaption einer Karte an einen Benutzer und seinen Nutzungskontext, obwohl spe‐
ziell  einige  determinierende  Faktoren  aus  KOLÁČNÝ’s  Modell  (1969),  die  auf  den  Kartenbenutzer 
einwirken,  den Aspekten  des  Kontext  entsprechen  bzw.  nahe  kommen:  Bedarf,  Interessen,  Ziele, 









nutzer  Informationen  eingeben,  ausgegangen  werden,  sondern  zusätzlich  von  einer  Anzahl  an 




wird  ‐ abhängig vom Benutzer und seinem Nutzungskontext  ‐ eine Auswahl getroffen, die  ihm auf 
seinem mobilen Endgerät anschließend präsentiert wird. Somit wären die Ziele der mobilen Karto‐
graphie  in  das  Modell  eingeflossen:  Reduktion  von  Informationen  und  Interaktionen  auf  das 
benötigte Maß. 
Das  für mobile,  interaktive  Karten  abgeleitete  Kommunikationsmodell  ist  in  Anhang  X  zu  finden. 
Diesem wurde das Sender‐Kanal‐Empfänger‐Modell zu Grunde gelegt. Auf der linken Seite steht der 
Kartograph  als  Sender  und  Kodierer.  Er  lässt  sich  aufspalten  in  Gestalter  und  Entwickler.  Der 
Entwickler  liefert  Algorithmen,  Software  und  Interaktionsmöglichkeiten  für  den  Benutzer,  der 
Kartograph Basiskarten und Style‐Files, die der Gestaltung bzw. Kodierung von Informationen aus der 
realen Welt  dienen.  Hierbei wird  der  Kartograph  und  somit  auch  das  Ergebnis  des  Kodier‐  und 
Sendevorgangs  vor  allem  von  seinen  kartographisch‐gestalterischen  und  informatisch‐technischen 
Fähigkeiten  und  Erfahrungen  beeinflusst.  Diese  bilden  also  den  Kontext  (im Modell  in  hellgrauer 
Schrift)  des  Kartographen, welcher  ja  nicht  nur  bei  der  Kartennutzung,  sondern  ebenso  bei  der 
Kartenerstellung eine Rolle spielt. Nach KOLÁČNÝ (1969) wären dies die determinierenden Faktoren. 
Auf  der  rechten  Seite  steht  der  Benutzer,  der  hier  als  ProdUser  bezeichnet wird.  Der  Ausdruck 
ProdUser ist ein Wortspiel, das die Begriffe Producer und User vereint. Gemeint ist hiermit, dass der 
Benutzer,  also  der  User,  nicht  nur  Konsument,  sondern  auch  Produzent,  d.h.  Producer  ist.  Ein 
ähnlicher aufkommender Begriff ist der des Prosumers. Der Ausdruck ProdUser passt somit sehr gut 
in  ein  Kommunikationsmodell  der mobilen  Kartographie,  da  ebenfalls  der  Benutzer  aufgesplittet 
werden  kann,  nämlich  in  Datenerzeuger  und  Datennutzer.  Der  ProdUser  fungiert  demzufolge 
einerseits als Sender, andererseits auch als Empfänger und Dekodierer. Als Sender kann er Rohdaten 
in die vom Kartographen zur Verfügung gestellte Basiskarte einbinden und kann sie mit qualitativen 
Informationen  und  Fotos  versehen.  Die  Kodierung  der  durch  den  Benutzer  gelieferten  Rohdaten 
geschieht  durch  die  vom  Kartographen  erstellten  Style‐Files.  Zwar  wird  der  Benutzer  hier  sehr 
treffend als ProdUser bezeichnet,  jedoch muss Datennutzer und Datenerzeuger nicht  zwingend  in 
derselben Person vereint sein. Daher wäre im Modell auch die Schreibweise (Prod)User denkbar. Aus 
dieser  Schreibweise  geht hervor, dass der ProdUser  sehr unwahrscheinlich nur Datenerzeuger  ist, 
sondern auch gleichzeitig Datennutzer, wohingegen ein reiner Datennutzer realistisch ist. Die auf den 
Benutzer als Datenerzeuger wirkenden Einflüsse, die seinen Kontext bilden, sind seine Erfahrungen, 
Fähigkeiten,  Ziele,  Präferenzen  und  Interessen.  Letzteres  bestimmt  vor  allem, worüber  er  Inhalte 
erstellt.  Durch  eben  diese  Art  der  Inhalte  unterscheidet  er  sich  vom  Kartographen  als  Sender, 
genauso wie  durch  seine  Erfahrungen  und  Fähigkeiten,  die  sich  in  der Qualität  seiner  erzeugten 
Inhalte widerspiegelt. Die Erfahrungen und Fähigkeiten des Kartographen garantieren eine höhere 
kartographische Güte, wobei  zwischen verschiedenen Kartographen auf Grund von vergleichbaren 





Style‐Files, Algorithmen und  Interaktionen  beachtet werden müssen. Die  Software wird einerseits 






Bestandteilen wird  dem  Kontext  des Datennutzers  entsprechend  eine Auswahl  getroffen  und  auf 
dem mobilen Endgerät, der Hardware, visualisiert. Damit wurden die Inhalte adaptiert. 





Informationen  entnommen  werden.  Mit  diesem  vierten  Element  ist  wieder  die  klassische 
Dreiecksform, wie  sie auch von KOLÁČNÝ  (1969) verwendet wurde, erreicht. Die  reale Welt enthält 
zwei Teilmengen, welche sich überschneiden: die Welt des Kartographen und die Welt des ProdUsers. 
Diese  Überschneidung  stellt  einerseits  den  gemeinsamen  Zeichenvorrat  dar,  der  vorhanden  sein 
muss,  um  eine  Kommunikation  mit  einer  Karte  als  Medium  überhaupt  möglich  zu  machen; 
andererseits muss auch eine Überschneidung vorliegen, damit der ProdUser  fähig  ist, mit den vom 
Kartographen bereitgestellten Interaktionsmöglichkeiten und der Software umzugehen und mit Hilfe 
derer  eigene Daten  einzubinden  sowie  seinen  Kartenleseprozess  erfolgreich  stattfinden  lassen  zu 
können.  Auch  dieser  realen  Welt  entspringen  Einflüsse,  die  in  Form  von  äußeren  Bedingungen 
sowohl auf den Kartographen als auch auf den ProdUser einwirken und wiederum deren Fähigkeiten, 
Interessen,  Ziele etc. beeinflussen und  infolgedessen den Kontext mit  formen. Die Entnahme  von 
primären Geoinformationen aus der realen Welt durch den Kartographen erfolgt durch Vermessung, 
Kartierung,  Messung  und  Zählung;  der  ProdUser  als  Datenerzeuger  geht  dabei  eher  einer 
Aufzeichnung  der  realen Welt  durch  ein  GPS‐Gerät  oder  einen  Fotoapparat,  durch  Zählung  und 
Beobachtung nach. Diese  Informationen  in  Form  von abgeleiteten Geoinformationen beeinflussen 
die Welt des ProdUsers nach dem Vorgang der Karteninterpretation, indem sie Handlungen zur Folge 
haben. 
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den Umgebung  Informationen  einholen  zu  können,  resultiert  das  erwartete  hohe Marktpotential 
mobiler touristischer Dienste. Dieser Informationsbedarf ist besonders groß unter Spontan‐ und Indi‐
vidualreisenden,  welche  den  Trend  aktueller  Tourismusentwicklungen  bestimmen.  Tendenziell 
werden heutzutage mehr Medien  in die Reisevorbereitung und  ‐planung  sowie  in die Reise  selbst 
eingebunden. Das Angebot  hierzu  ist  bereits weit  entwickelt. Abgesehen  von  Reservierungs‐  und 
Buchungsdiensten bietet der Bereich der  Information eine große Bandbreite an  interaktiven Stadt‐ 
oder Wanderführern, einfachen touristischen SMS‐Informationen bis hin zu digitalen Karten, Naviga‐
tionsdiensten  und  LBS.  Es  ist  vor  allem  der  hohen  Aktivität  von  Mobilfunkanbietern,  großen 
Systemherstellern und Reisemedienunternehmen zuzuschreiben, dass dieses weite Angebot existiert. 
Destinationen als Anbieter spielen auf dem Markt bisher nur eine untergeordnete Rolle (JÄGER, 2005). 
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4.1 Analyse bestehender touristischer Applikationen 
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  1.  2.  3.  4.  5.  6.  7.  8.  9.  10.  11.  12. 
Android 
outdooractive  3  3  –  3  –  –  –  –  3  –  –  – 
Qype  3  3  –  –  –  –  3  3  3  –  –  – 
TravelBook Berlin  3  3  3  3  3  3  3  –  3  3  –  – 
Vienna Travel Guide  –  3  3  –  3  –  –  –  3  –  –  3 
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  1.  2.  3.  4.  5.  6.  7.  8.  9.  10.  11.  12. 
iPhone 
Allgäu  3  3  3  3  –  –  –  –  –  –  –  – 
Lonely Planet Berlin  3  3  3  –  3  –  –  –  –  –  –  3 
Lonely Planet Paris  3  3  3  –  3  –  3  –  3  –  –  3 
Ostseeküste ‐ ADAC 
Wanderführer  3  3  3  –  –  –  –  –  –  –  3  – 
The North Face 






















designs  zur  Auswahl  stehen.  Bei  der  zuletzt  genannten  Applikation  ist  dies  auf  Grund  der 
verschiedenen Datenquellen der Fall sowie generell bei Applikationen, die Google Maps verwenden, 
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Neben den  ‚Standard’‐Interaktionen Zoomen und Verschieben  sind nur  in einem der untersuchten 
























wobei  letztere Applikation  auf Berechnungen  von Google Maps  zurückgreift, die Ergebnisse  aller‐






nen  ohnehin  nicht  offline  Verwendung  finden,  da  hier  sowohl  auf  Karten  als  auch  auf 
Tourenvorschläge oder POIs ohne  Internetzugang nicht  zugegriffen werden  kann. Eine nur  leichte 
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Einschränkung hingegen durch eine fehlende Internetverbindung erfahren Allgäu und ADAC Wander‐
führer:  Allgäu  kann  die  als  Darstellungsalternative  angebotenen  Karten  von  Google  Maps  nicht 
anzeigen und ADAC Wanderführer  seine Routing‐Funktion nicht nutzen. Ebenso  TravelBook Berlin 
braucht  für eine Routenberechnung einen  Internetzugang. Von den Wikipedia‐Artikeln  in der Karte 
dieses Apps liegen einige nicht offline vor, stattdessen wird die online‐Variante angeboten.  
Da sich die oben formulierten Kriterien, hinsichtlich derer die neun Applikationen untersucht wurden, 
jeweils mit  ‚Ja’ oder  ‚Nein’ beantworten  lassen, kann berechnet werden, wie viel Prozent der Krite‐
rien ein App erfüllt. An dieser Stelle muss  jedoch darauf hingewiesen werden, dass diese Kriterien 
keinesfalls allgemeingültig sind, da nur eine vergleichsweise winzige Stichprobe aus der stetig wach‐












outdooractive  4  8  33% 
Qype  5  7  42% 
TravelBook Berlin  9  3  75% 
Vienna Travel Guide  5  7  42% 
iPhone 
Allgäu  4  8  33% 
Lonely Planet Berlin  5  7  42% 















eingeschränkt  funktioniert,  angewiesen  sind;  zumal Apps, die  auf  Internetinhalte  zugreifen,  in der 
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Regel einen umfangreicheren  Inhalt bieten. Befindet sich der Benutzer  jedoch  im Ausland, können 














Eine  tabellarische  Zusammenfassung  der  oben  beschriebenen  Funktionalitäten  aller  untersuchten 
Applikationen befindet sich in Anhang XI und XII. 
 
4.1.2 Allgemeine Klassifizierung der untersuchten Applikationen 
Die eben erwähnte  geringe Aussagekraft der oben errechneten Prozentwerte macht es  schwierig, 
eine Klassifizierung  von  touristischen Applikationen hinsichtlich  ihres  Funktionsumfangs  vorzuneh‐
men. Vielmehr bietet sich hierfür eine allgemeinere Charakteristik der Applikationen bezüglich ihrer 
Zweckbestimmung  und  ihrem  räumlichen  Geltungsbereich  an.  Die  für  die  vorliegende  Arbeit 
untersuchten Applikationen  lassen  sich  klar  in  Stadt‐  und  in  Freizeitführer  trennen.  Freizeitführer 
bieten  Tourenvorschläge  an,  um  ein  Gebiet  in  Form  einer  sportlichen  Aktivität  wie  Wandern, 
Radfahren  und  ähnliches.  zu  erkunden.  Hierbei  ist  nicht  auszuschließen,  dass  Freizeitführer  auch 
Sightseeing‐Touren für Städte vorschlagen. Stadtführer hingegen stellen eine Stadt vor, indem sie für 
Touristen  interessante Anlaufpunkte wie Sehenswürdigkeiten, Museen, Restaurants etc. nennen,  in 
der  Regel  jedoch  ohne  diese  in  Form  einer  Route  zu  verbinden.  Der  Geltungsbereich  der 
Applikationen kann in regional und global unterschieden werden, d.h. ob die mobile Anwendung nur 
für einen  spezifischen Ort oder eine Region oder wesentlich weitreichender  ausgelegt  ist. Daraus 
ergeben  sich  vier  Klassen  für mobile,  touristische  Applikationen:  regionale  Stadtführer,  regionale 
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4.2  Theoretische Grundlagen für die Konzeption und Entwicklung 
einer mobilen Applikation 
Im praktischen Teil dieser Arbeit soll eine eigene mobile Kartenapplikation für touristische Aktivitä‐
ten  in der Pilotregion  Sächsische  Schweiz  konzipiert  und prototypisch  implementiert werden. Das 
laut Aufgabenstellung hierfür  vorgesehene mobile Endgerät  ist das  Smartphone G2 Touch. Dieses 
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4.2.1 Die Software-Plattform Android 
Android stellt sowohl ein Betriebssystem als auch eine Software‐Plattform für mobile Endgeräte wie 
Mobiltelefone, Smartphones und Netbooks dar. Android ist eine quelloffene und freie Software und 
wurde von der Open Handset Alliance auf Basis des  Linux‐Kernel 2.6 entwickelt. Dieser  ist  für die 
Speicher‐  und  Prozessverwaltung  sowie  für  die  Netzwerkkommunikation  zuständig  und  stellt  die 
Gerätetreiber für das System bereit. Weitere wichtige Bestandteile sind die auf Java‐Technik basie‐
rende  virtuelle  Maschine  Dalvik  und  die  dazugehörigen  Android‐Java‐Klassenbibliotheken 
(MOSEMANN/KOSE, 2009). Für das Programmieren von eigenen Android‐Applikationen  stehen  insge‐














der  Klasse  android.view.Viewgroup.  Die  Elemente  dieser  Klasse  werden  unterschieden  in 
Viewgroups, die selbst als Formularelemente dienen und in Viewgroups, die im Hintergrund die An‐
ordnung,  also  das  Layout,  ihrer  untergeordneten  Views  festlegen.  Demzufolge  ist  eine 
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bung  erstellt  wurden  und  solche  automatisch  erstellten  Ordner  je  nach  Entwicklungsumgebung 
variieren.  
Im Ordner src  liegt der  Java‐Quellcode der Applikation. Aus der Benennung der untergeordneten 






wird  wieder  je  nach  Ressourcenart  unterschieden,  wie  die  Ressourcen  angesprochen  werden: 
string betrifft  Zeichenketten, ebenso wie array,  allerdings hier  in  Form  von Arrays;  als color 
werden Farbressourcen definiert und style umfasst Styles und Themes. Ein Style  ist eine Gruppe 
von Attributwerten (ähnlich wie in CSS), die das Aussehen einzelner Views definiert; Themes hinge‐
gen  legen  das  Aussehen  kompletter  Bildschirmseiten  fest.  Es  gibt  weitere  Ordner,  die  im  res‐
Verzeichnis existieren können, innerhalb der zu entwickelnden Applikation jedoch nicht zur Anwen‐
dung kommen (BECKER/PANT, 2009). 
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Im Verzeichnis assets können Dateien jeglicher Art abgelegt werden. Der Unterschied zu den ande‐
ren  Ressourcen  ist  hierbei,  dass  dieser Ordner wie  ein  Dateisystem  funktioniert,  d.h.  die  Inhalte 
können gelistet, iteriert, in Unterordnern abgelegt werden etc. und es wird über ihre originalen Da‐










sourcennamen  abgeleitet  werden,  kann  auf  Ressourcenobjekte  zugegriffen  werden.  Im  Java‐
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4.2.2 Lebenszyklus einer Activity 
Android  unterscheidet  sich  zu  der  Mehrzahl  anderer  Handy‐Betriebssysteme  darin,  dass  es  den 
knapp dimensionierten Speichern und Prozessoren von Smartphones Rechnung trägt, indem es in die 
Lebensdauer von Prozessen eingreift und diese bei knappen Ressourcen beendet, was sich auf die 













gezeigt  wird  und  als  ‚aktiv’  gilt,  d.h.  auf  Interaktionen  des  Benutzers  reagiert,  durchläuft  sie 
außerdem die Methoden onStart und onResume. Wird die Activity nun von einer weiteren Activity 
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nü‐Taste  des  Smartphones  aufgerufen  werden.  Kontextmenüs  werden  durch  ein  langes 













aber  abgewogen werden  gegen den Platz, den  solche Benutzerkontrollen  auf dem ohnehin  schon 
kleinen Bildschirm einnehmen. Anhand dieser Unterschiede  zwischen Options‐ und Kontextmenüs, 
können  Befehle  einem Menü  entsprechend  zugeordnet werden.  Auf Grund  der  begrenzten  Bild‐
schirmgröße  können  unter  Umständen  nicht  alle  Menüeinträge  komplett  angezeigt  werden. 
Deswegen empfiehlt es sich, die wichtigsten Befehle an erster Stelle im Menü aufzuführen und ähnli‐
che Befehle nah beieinander anzuordnen. Speziell für das Kontextmenü bedeutet das: das Berühren 
eines  Elements  des  Bildschirminhalts  sollte  denselben  Befehl  aktivieren wie  das  Berühren  dessen 







Anwendung  auf dem Home‐Bildschirm  (ähnlich dem Desktop eines PCs) des  Smartphones  an. Ein 
Standard‐Android‐Widget ist zum Beispiel die Analoguhr. Da für die im Rahmen dieser Arbeit zu kon‐
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zipierende Applikation kein Widget geplant ist, wird von einer Erläuterung der entsprechenden Richt‐
linien  abgesehen. Von  Interesse  sind  hingegen  die Guidelines  für Android‐Icons.  Seit Android  1.6 
werden  verschiedene  Bildschirmauflösungen  von  Smartphones  abgedeckt,  indem  alle  Icons  einer 
Anwendung in drei Auflösungen vorliegen: hdpi (high, > 180 dpi), mdpi (medium, 120 ‐ 180 dpi) und 
ldpi (low, < 120 dpi). Das Smartphone G2 Touch, das das mobile Endgerät für die Applikation der vor‐
liegenden  Arbeit  darstellt,  verfügt  allerdings  über  die  Plattform  Android  1.5,  auf  welcher  diese 
verschiedenen Auflösungen der Endgeräte noch nicht berücksichtigt werden.  In solchen Fällen wird 
von einer mdpi‐Auflösung ausgegangen.  
In  Android  werden  Icons  unterschieden  in  Launcher‐,  Menü‐,  Statuszeilen‐,  Tab‐,  Dialog‐  und 





  Dimension  Design‐Guidelines  Beispiel 
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reits  vertraut  sind  und  eigene  Icons  an  dieses  Design  anzulehnen,  da  eine  Anwendung  so 
professioneller wirkt (ANDROID DEVELOPERS). 
Allgemeine Richtlinien  für Positionssignaturen  für die Bildschirmausgabe wurden  im Rahmen einer 
Studienarbeit am Institut für Kartographie erarbeitet. Wie in Kapitel 4.1.1 festgestellt wurde, hinter‐
lässt  ein modernes Design  einer Applikation  einen  positiven  Eindruck  beim  Benutzer, weshalb  im 
Folgenden speziell die in der Studienarbeit genannten Aspekte einer modernen Gestaltung kurz wie‐
dergegeben werden sollen. 














Weitere Guidelines  ergeben  sich  aus  der  Evaluation  bestehender mobiler  Applikationen wie  bei‐
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4.3 Eine mobile Applikation für touristische Aktivitäten in der Pilot-
region Sächsische Schweiz 
4.3.1 Der Wanderkalender der Sächsischen Zeitung 
Die  im  Rahmen  dieser  Diplomarbeit  zu  konzipierende  touristische  Kartenapplikation  soll  an  den 
Wanderkalender der Sächsischen Zeitung angelehnt sein.  Jedes  Jahr erarbeiten Studenten des Stu‐






Folgeseite  ist  eine  Karte  der Wanderung  zu  finden  und  die  vierte  Kalenderseite  enthält  eine  Be‐
schreibung  der  Wanderroute,  unterteilt  in  mehrere  Etappen.  In  Anhang  XIV  befinden  sich  die 
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visualisiert, der Verlauf  ist nicht erkennbar  (was  aber möglicherweise  auch  im Kartenmaßstab be‐






In  Anhang  XV  ist  die  geplante  touristische  Applikation  in  Form  eines  Flussdiagramms  dargestellt. 
Hierbei repräsentiert jedes Rechteck eine neue Bildschirmseite der Applikation. Durch die Überschrift 
wird deutlich, was zu sehen ist; darunter sind alle Interaktionen aufgelistet, die innerhalb dieser Acti‐





tung  der  Kontextmenüeinträge wird  in Anhang  XV  abgesehen,  da  in  dieser Darstellung  nicht  das 
Kontextmenü einer jeden View beschrieben werden kann. Des Weiteren sind in Anhang XV die Wege, 
auf welchen der Benutzer zu den einzelnen Bildschirmseiten gelangen kann, eingezeichnet; allerdings 
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teneintrag  (Name, Weglänge,  Dauer).  Danach  können weitere  Touren  angeklickt  oder  eine  Tour 
aufgerufen werden.  Diese wird  in  Form  einer  dreiteiligen  TabHost‐Ansicht  präsentiert.  Die  Tabs 
enthalten die drei oben genannten Teile einer Wanderroute: Tourenbeschreibung, Karte und  Infor‐
mationen  zum  Wandergebiet.  Der  Aufbau  des  Tab‐Inhaltes  von  Tourenbeschreibung  und 
Gebietsinformation ähnelt sich: der Fließtext ist in mehrere Etappen bzw. Abschnitte unterteilt, von 
denen anfangs nur die Überschriften sichtbar sind, um so trotz der begrenzten Displaygröße einen 
Überblick  über  den  gesamten  Inhalt  zu  geben.  Mit  einem  danebenstehenden  Button  kann  der 




werden, d.h.  zu der entsprechenden  Stelle  im  Fließtext  gesprungen werden  (insofern  vorhanden). 
Des Weiteren kann die aktuelle Position des Benutzers in der Karte angezeigt und über das Options‐




Als Basiskarte  für diese Anwendung  soll  zunächst OpenStreetMap dienen.  Standardmäßig  kann  in 
Android‐Applikationen  Google  Maps  eingebunden  werden,  jedoch  ist  diese  Grundlage  für  einen 
Wander‐App  nur wenig  geeignet,  da  keine  kleinen Wege,  sondern  nur  Straßen  enthalten  sind.  In 
OpenStreetMap‐Karten sind hingegen neben kleineren Wegen auch Klettergipfel, Höhlen, Steinbrü‐
che, Parkplätze etc. eingezeichnet. Für die Einbindung von OpenStreetMap  in Anroid‐Anwendungen 
existieren  quelloffene  Frameworks.  Ein  solcher  soll  für  die  Wander‐Applikation  der  Sächsischen 
Schweiz Anwendung finden. Kartographisch gesehen wäre die auf OpenStreetMap‐Karten basierende 
Reit‐ und Wanderkarte  (http://www.wanderreitkarte.de/) noch  geeigneter, da  sie  ‐ wie der Name 
bereits sagt ‐ zusätzlich Reit‐ und Wanderwege, Höhenlinien und eine Schummerung sowie für Wan‐
derkarten typische Objekte wie Wegemarkierungen, Rastplätze, Aussichtspunkte etc. enthält und die 
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4.3.3 Umsetzung der Konzeption 
4.3.3.1 Autorenwerkzeuge: NetBeans IDE und Eclipse IDE 
Bei der NetBeans IDE handelt es sich um eine Entwicklungsumgebung, die auf der Programmierspra‐
che Java basiert und auf der NetBeans‐Plattform läuft. Hauptsächlich wurde die NetBeans IDE für die 
Programmiersprache  Java entwickelt, unterstützt  aber des Weiteren  auch C, C++ und dynamische 
Programmiersprachen. Ferner existieren neben Plugins sogenannte Packs, durch welche die IDE um 






grammieren’,  entschieden. Die mobile  touristische Anwendung  für  die  Sächsische  Schweiz wurde 
also mit der NetBeans IDE 6.8 und dem Android SDK 1.5 entwickelt. 
Das Android SDK erlaubt es, die entwickelte Anwendung am PC zu testen. Dafür muss ein virtuelles 





plikationen mit NetBeans  gab.  Ebenso wie NetBeans  handelt  es  sich  bei  der  Eclipse  IDE  um  eine 
quelloffene Entwicklungsumgebung. Ursprünglich wurde Eclipse ausschließlich als Entwicklungswerk‐





talten  von  Bildschirmseiten  per  Drag  &  Drop,  jedoch  ist  die  Autorin  auch  hier wieder  über  das 
‚händische’ Programmieren vorgegangen. Ebenso über Eclipse kann das entwickelte Android‐Projekt 
emuliert werden. Von der Autorin wurde Eclipse in der Version 3.6 (Eclipse Helios) verwendet. 
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men  der  Anwendung  und  zwei  Button  zeigt.  Über  das  Optionsmenü  kann  die  Suchfunktion 
aufgerufen oder die Applikation beendet werden. Je nachdem auf welchen Button geklickt wird, wird 
entweder TourenListe oder TourenKarte als nächste Bildschirmseite gestartet. Bei TourenLis-
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te handelt es sich um eine Liste, die alle vorhandenen Wandertouren aufführt und auf TwoLine-














lich  ein  Hinzufügen  von  neuen  Daten.  Aus  diesen  Gründen  ist  die  Autorin  im  Laufe  der 
Programmierarbeiten auf eine Datenhaltung in Form einer Datenbank umgestiegen. Hierbei wird das 
Datenbanksystem  SQLite  genutzt, welches  im  Lieferumfang  von Android  inbegriffen  ist und einen 
effizienten Zugriff auf Datenbanken erlaubt. SQLite  ist ein kompaktes, quelloffenes und relationales 















ist vom Typ INTEGER PRIMARY KEY und stellt die  ID eines  jeden Datensatzes der Tabelle dar,  ist 
somit also zwingend erforderlich. Das nächste Feld enthält den Namen der entsprechenden Wander‐
route und ist demzufolge vom Typ TEXT. Die darauf folgenden fünf Tabellenfelder entsprechen den 
Einträgen  der  bereits  oben  genannten  Infobox  aus  dem  Wanderkalender:  Weglänge,  Dauer, 
Wegstrecke, Anfahrt und Höhenunterschied. Enthält eines dieser  Felder eine Zahl,  ist es vom Typ 
NUMERIC,  andernfalls wieder  vom Typ TEXT. Da  jener  Zahl  stets eine Einheit  zugeordnet werden 
kann,  ist diese dem  Feldnamen  angefügt  (z.B. _km oder _h). Alle Tabellenfelder, deren Name mit 
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nerhalb  der  Activity  Startseite  die  Datenbank  aus  dem  assets‐Ordner  in  das  Verzeichnis 
data/data/org.me.wanderfuehrer/databases  des  mobilen  Endgerätes  kopiert.  Auf  dieses 
Verzeichnis  greift die Applikation  zu, um Daten  aus der Datenbank  abzurufen. Dies  geschieht bei‐
spielsweise beim Erstellen der  Listenansicht  in TourenListe.  Zunächst wird unter  anderem eine 
Datenbank vom Typ SQLiteDatabase und ein Cursor erzeugt: 
protected SQLiteDatabase db; 
final Cursor dbCursor; 
private static final String dbTable = "Touren"; 





db = DbHelper.getDataBase(); 
if (sortByAlphabet == true) 
{ 




dbCursor = ListOrderedByDistance(); 
} 
 
int NameColumn = dbCursor.getColumnIndex("Tour_Name"); 
int WeglaengeColumn = dbCursor.getColumnIndex("Weglaenge_km"); 
int DauerColumn = dbCursor.getColumnIndex("Dauer_h"); 
 
int len = dbCursor.getCount(); 








for (int i = 0; i < len; i++) { 
Tourname = dbCursor.getString(NameColumn); 
Kurzinfo = dbCursor.getFloat(WeglaengeColumn) + " km, "  
+ dbCursor.getString(DauerColumn) + " h"; 
Touren[i][0] = Tourname; 




TourArrayAdapter adap = new TourArrayAdapter(this, 
R.layout.touren_liste, Touren); 
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lich sind, sind  in der Java‐Klasse DataBaseHelper zusammengefasst. Der Code dieser Klasse  ist  in 
Anhang  XVIII  zu  finden. Mit  der  Funktion  getDataBase wird  die Datenbank  geöffnet. Nun wird 
zunächst geprüft, ob die Variable sortByAlphabet vom Typ Boolean true ist. Bei Aufruf der Acti‐
vity  TourenListe  wird  sie  anfangs  als  wahr  deklariert;  im  Weiteren  wird  der  Wert  über  das 




protected Cursor ListOrderedByName () { 
Cursor dbCursor = db.rawQuery("SELECT Tour_Name, Weglaenge_km, 
Dauer_h FROM " + dbTable + "  





protected Cursor ListOrderedByDistance () { 
Cursor dbCursor = db.rawQuery("SELECT Tour_Name, Weglaenge_km,  
Dauer_h FROM " + dbTable + "  




In beiden  Funktionen werden über einen  SQL‐Befehl die  Felder Tour_Name, Weglaenge_km und 
Dauer_h  aus  der  Datenbank‐Tabelle  Touren  selektiert  und  entsprechend  nach  dem Namen  der 
Wanderung bzw. nach der Weglänge  sortiert. Der  Inhalt all dieser ausgewählten Spalten wird mit 
einer for‐Schleife  in einen  zweidimensionalen Array geschrieben, dessen  Inhalt wiederum an den 
selbstimplementierten Typ CustomArrayAdapter übergeben wird, um anschließend  in eine zwei‐
zeilige  Listenansicht  übertragen  zu  werden.  Das  Layout  letzterer  ist  in  der  XML‐Datei 
touren_liste.xml  abgelegt.  CustomArrayAdapter  bedient  jene  selbstdeklarierte  zweizeilige 





eingegeben  Suchbegriff  verglichen;  im  Suchergebnis  hingegen, welches  nur  Datensätze mit  einer 
Übereinstimmung enthält und das ebenso  auf der  Listenansicht  aus touren_liste.xml basiert, 
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SELECT Tour_Name, Weglaenge_km, Dauer_h FROM dbTable 
WHERE Tour_Name LIKE '%TourenListe.searchKeywords%'  
OR Weglaenge_km LIKE '%TourenListe.searchKeywords%'  
OR Dauer_h LIKE '%TourenListe.searchKeywords%'  
OR Wegstrecke LIKE '%TourenListe.searchKeywords%'  
OR Anfahrt LIKE '%TourenListe.searchKeywords%'  
OR Hoehenunterschied_m LIKE '%TourenListe.searchKeywords%'  
OR Etappe_1_Name LIKE '%TourenListe.searchKeywords%'  
OR Etappe_1_Dauer_min LIKE '%TourenListe.searchKeywords%'  
OR Etappe_1_Text LIKE '%TourenListe.searchKeywords%'  
OR Etappe_2_Name LIKE '%TourenListe.searchKeywords%'  
OR Etappe_2_Dauer_min LIKE '%TourenListe.searchKeywords%'  
OR Etappe_2_Text LIKE '%TourenListe.searchKeywords%'  
OR Etappe_3_Name LIKE '%TourenListe.searchKeywords%'  
OR Etappe_3_Dauer_min LIKE '%TourenListe.searchKeywords%'  
OR Etappe_3_Text LIKE '%TourenListe.searchKeywords%'  
OR Etappe_4_Name LIKE '%TourenListe.searchKeywords%'  
OR Etappe_4_Dauer_min LIKE '%TourenListe.searchKeywords%'  
OR Etappe_4_Text LIKE '%TourenListe.searchKeywords%'  
OR Info_1_Name LIKE '%TourenListe.searchKeywords%'  
OR Info_1_Text LIKE '%TourenListe.searchKeywords%'  
OR Info_2_Name LIKE '%TourenListe.searchKeywords%'  
OR Info_2_Text LIKE '%TourenListe.searchKeywords%'  
OR Info_3_Name LIKE '%TourenListe.searchKeywords%'  
OR Info_3_Text LIKE '%TourenListe.searchKeywords%'  
OR Info_4_Name LIKE '%TourenListe.searchKeywords%'  
OR Info_4_Text LIKE '%TourenListe.searchKeywords%'  







setzt  sich aus einer Überschrift,  in der die Wanderdauer dieser Etappe enthalten  ist, aus Fließtext 
und einem Bild zusammen, wobei der Platz für das Bild nicht zwingend in Anspruch genommen wer‐
den  muss.  Dementsprechend  sind  die  Felder  der  Tabelle  benannt:  Etappe_1_Name, 
Etappe_1_Dauer_min, Etappe_1_Text, Etappe_1_Bild, Etappe_2_Name etc. 
Die schon erwähnte Layout‐Datei, die für diese Daten vorgesehen ist, stellt eine Verschachtelung aus 
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String i_string = (new Integer(i)).toString(); 










dbCursor = db.rawQuery("SELECT * FROM " dbTable " WHERE Tour_Name =  
'" TourenListe.sel_tour "'", null); 
 
Folglich werden  anfangs  aus der Datenbank  alle  Felder  jenes Datensatzes  selektiert, bei dem der 
Inhalt  des  Feldes  Tour_Name mit  dem Namen  der  in  TourenListe  ausgewählten Wanderroute 
übereinstimmt. 
Ist  i  größer  als  4,  handelt  es  sich  nicht  mehr  um  Einträge  der  Infobox,  sondern  um  ein 
RelativeLayout  einer  Etappe,  das  mit  Daten  gefüllt  werden  soll.  Da  beispielsweise  das 
Datenbankfeld Etappe_1_Name dem RelativeLayout mit der  ID route_etappe_5 entspricht, 
muss zunächst ein weiterer Zähler aus der Differenz dieser Bezeichner definiert werden: 
String column_nr = (new Integer(i-4)).toString(); 
 
Enthalten  die  entsprechenden  Felder  in  der  Datenbank  Daten,  wird  das  zuvor  unsichtbare 
RelativeLayout route_rel_layout_i auf  sichtbar gesetzt.  Im Folgenden werden ähnlich wie 
bereits  oben  beschrieben  Variablen  für  die  IDs  aller  enthaltenen  Views  definiert,  um  diese  mit 
Inhalten  zu  versehen,  wobei  route_rel_layout_hidden_i  vorerst  unsichtbar  bleibt  und  erst 
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eingeblendet wird, wenn ein Klick auf den Button neben der Etappenüberschrift erfolgt. Dieser stellt 
einen  Expander  dar  und  ändert  sein  Aussehen  entsprechend  der  Sichtbarkeit  von 
route_rel_layout_hidden_i: 


















POIs  entlang  der  Route  eingezeichnet  sind. Als  Kartengrundlage wird OpenStreetMap  verwendet, 
welches  über  eine  Jar‐Datei mit Namen  osmdroid  eingebunden wurde.  osmdroid  stellt  Tools  und 









ordinate,  die  einen  Punkt  definiert;  heißt  das  Elternelement  hingegen  LineString,  sind  im  Tag 
coordinates mehrere Koordinatenpaare abgelegt, die ein Polygon oder einen Pfad bilden. Neben 
den Koordinaten können Placemark‐Elemente einen Namen, eine Beschreibung, einen vordefinier‐
ten  Stil,  Betrachtungswinkel  und  ‐höhe,  einen  Zeitstempel  sowie  weitere  Daten  umfassen  (KML 
TUTORIAL, 2011). Auf eben jene Tags Point und LineString, also auf alle POIs und den Routenver‐
lauf, wird  in Tour_Karte zugegriffen und der  Inhalt des  jeweiligen Kindelements coordinates  in 
einen String eingelesen. Dieser String wird nach Kommas aufgesplittet, um so die einzelnen Ko‐
ordinatenwerte zu erhalten: 
String[] LngLatPoint = pair.split(","); 
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String [] pairs = path.split(" "); 
for(int i=0;i<pairs.length;i++) 
{ 















nen  Knotenlisten,  Knoten  und  Elemente  erzeugt  und  auf  deren  Inhalte  zugegriffen werden.  Das 
Einlesen der Koordinaten aus dem coordinates‐Tag eines LineString‐Elementes aus der Daten‐
bank heraus geschieht folgendermaßen: 
Document doc = null; 
 
final Cursor dbCursor = db.rawQuery("SELECT KML FROM " + dbTable + " WHERE 




byte[] b = dbCursor.getBlob(dbCursor.getColumnIndex("KML")); 
InputStream is = new ByteArrayInputStream(b); 
 
DocumentBuilderFactory dbf = DocumentBuilderFactory.newInstance(); 
DocumentBuilder dbb = dbf.newDocumentBuilder(); 
doc = dbb.parse(is); 
doc.getDocumentElement().normalize(); 
 
NodeList LineStringNodeList = doc.getElementsByTagName("LineString"); 
Node LineStringNode = LineStringNodeList.item(0); 
 
Element LineStringElement = (Element) LineStringNode; 
NodeList CoordList = LineStringElement.getElementsByTagName("coordinates"); 
 
Element CoordElement = (Element) CoordList.item(0); 
String path = CoordElement.getFirstChild().getNodeValue(); 
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Deaktivieren  der  GPS‐Funktion.  Die  aktuelle  Position  des  Benutzers  wird  über  die  Klasse 
CustomSimpleLocationOverlay  in  Form  einer  Positionssignatur  visualisiert,  die  der  Karte  als 
Overlay hinzugefügt wird: 
CustomSimpleLocationOverlay curPosOverlay =  





PROVIDER, 5000, 100, Tour_Karte.this); 
 
Hiermit wird  festgelegt, dass die Position des Benutzers aller 5000 ms bzw. aller 100 m, die er zu‐
rückgelegt  hat,  neu  abgefragt  wird.  Ist  dies  der  Fall,  wird  die  Funktion  onLocationChanged 
aufgerufen: 
public void onLocationChanged(Location location) { 
 
if (location != null) { 
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eigenen Klassen  sind  fehlende bzw. nicht  zweckmäßige  Funktionen der originalen Klasse oder ein 
nötiges Anpassen des Designs an jenes der Wander‐Applikation der Sächsischen Schweiz. 
Das  komplette  Android‐Projekt  der Wander‐Applikation  der  Sächsischen  Schweiz mit  sämtlichem 
Quellcode und allen Ressourcen befindet auf der angefügten CD‐ROM. 
 
4.3.3.3 Design der zu entwickelnden Applikation 
Für  die  Wander‐Applikation  der  Sächsischen  Schweiz  wurde  nicht  das  voreingestellte  Standard‐
Design von Android, das von den Farben Schwarz, Grau und Orange geprägt ist, übernommen, son‐
dern  es  wurde  ein  individuell  angepasstes  Design  umgesetzt.  Die  Leitfarben,  die  dieses  Design 
bestimmen, sind ein helles Gelb sowie Grün in verschiedenen Abstufungen. Das helle Gelb dient als 
Hintergrund, Grün wird verwendet für Schaltflächen, Balken, Tabs, Überschriften und ähnliches. Die 
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Abbildung. Hierfür wird nicht eine einzelne Farbe verwendet, sondern ein Gradient, der einen Farb‐























spiel wurde  in  der Wander‐Applikation  der  Sächsischen  Schweiz  das  Aussehen  der  Tabs  in  Tour 
modifiziert. Hierfür wird  als Hintergrund  eine  Liste  zweier  Ebenen  (ein  farbiges  Rechteck  und  ein 
Rechteck mit abgerundeten Ecken, gefüllt mit einem Gradienten und umgeben von einer Linie (siehe 
Anhang XXV)) verwendet; ein einfaches Zuweisen eines Gradienten als Hintergrund, so wie bei der 
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Jede Datei  ist  für einen von drei Button‐Stadien  (normal,  fokussiert, gedrückt) vorgesehen. Die Zu‐
ordnung  geschieht  über  einen  sogenannten  Selektor, welcher  als  Button‐Hintergrund  angegeben 













<item android:drawable="@drawable/btn_normal" /> 
</selector> 
 
Des Weiteren wurden  auf Grund  des  vom Android‐Standard  abweichenden Designs  der Wander‐
Applikation eigene Dialogfenster definiert, unter anderem ein Suchfenster  in Form der  Java‐Klasse 
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protected void setMenuBackground(){ 
 
Log.d(TAG, "Enterting setMenuBackGround"); 
getLayoutInflater().setFactory( new Factory() { 
 
@Override 
public View onCreateView ( String name, Context context, 
AttributeSet attrs ) { 
 
if ( name.equalsIgnoreCase(  
"com.android.internal.view.menu.IconMenuItemView" ) ) { 
try {  
LayoutInflater f = getLayoutInflater(); 
final View view = f.createView( name, null, 
attrs ); 
new Handler().post( new Runnable() { 







catch ( InflateException e ) {} 
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4.3.3.4 Icons der Applikation ‚Wandern in der Sächsischen Schweiz’ 
Das  erste  Icon,  mit  welchem  der  Benutzer  bei  der  Verwendung  einer  Applikation  in  Berührung 
kommt, ist das Launcher‐Icon. Durch dieses Icon wird die Anwendung zum einen in einer Auflistung 
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de  (a,  b,  c,  e)  vs.  geprägte Wirkung  des  Logos  (d,  f,  g))  experimentiert wurde.  Die  die Wander‐
Anwendung der Sächsischen Schweiz bestimmenden Farben Gelb und Grün treten bereits  im Laun‐




und  g wirken  auf  den  Betrachter  sehr  dreidimensional, wohingegen Variante  d  beinahe  komplett 















Attribut  android:drawableTop  auf  die  Button‐Oberfläche  die  kreisrunde  Form  des  Buttons  zu 
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ihrem selektierten als auch in ihrem unselektierten Aussehen aufgeführt. Bei der Gestaltung eigener 
Icons wurden die Guidelines des Android‐SDK berücksichtigt. Die hierfür  verwendete  Software  ist 
Adobe Photoshop. 
 





Die neueste Version  ist Android 3.0  (API Level 11); Android 1.5  (API Level 3)  ist also bereits relativ 
veraltet, was bei der Programmierung spürbar ins Gewicht fiel, da im API Level 3 einige Funktionen 
oder Attribute, die  in der Android‐Dokumentation vermerkt sind, noch nicht verfügbar waren. Das 
Gestalten eigener Tabs  ist ein Beispiel dafür. Abbildung 4.11  zeigt das  angepasste Tab‐Design der 
entwickelten Applikation. Es  ist zu erkennen, dass sich unter den nicht selektierten Tabs ein grauer 
Balken befindet anstatt der olivgrünen Linie, wie sie unter dem Tab ‚Route’ zu sehen ist. Um diesen  







Weitere Probleme ergaben  sich beim Einfügen  von Bilddateien  in die Datenbank. Dies  kann nicht 
über das schon erwähnte Tool SQLite Database Browser vorgenommen werden, sondern muss pro‐
grammiertechnisch  erfolgen.  Der  dafür  verwendete  Quellcode  ist  in  dem  auf  der  CD‐ROM 
angefügten Android‐Projekt nicht enthalten, da dieses Hinzufügen im Vorhinein im Rahmen der Da‐
tenbankerstellung erfolgte. Ein exemplarischer Code folgt. 
ByteArrayOutputStream baos = new ByteArrayOutputStream(); 
Bitmap bm = BitmapFactory.decodeResource(getResources(), 
R.raw.steinbruchpfad_wehlen_etappe_1); 
bm.compress(Bitmap.CompressFormat.PNG, 100, baos); 
 






catch (IOException ex) { 
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Da  in diesem Fall das Zielformat PNG gewählt wurde, welches verlustfrei  ist,  sollte  jeder beliebige 
Wert  keinen Qualitätsverlust herbeiführen. Das Auslesen und Dekodieren der Bilddateien  aus der 
Datenbank und das anschließende Visualisieren zeigten jedoch deutlich, dass ein solcher vorlag. Es ist 
nicht offiziell bestätigt, dass dies mit Android 1.5  zusammenhängt,  jedoch  zeigte der Versuch der 
Autorin, die Bilder unter Android 2.2 mit dem selben Code zur Datenbank hinzuzufügen, ein verlust‐












Android  2.0  verändert.  Bei  dem  Entwurf  der  Icons  für  die  Wander‐Applikation  der  Sächsischen 
Schweiz  hat  sich  die Autorin  an  den  aktuellen  Richtlinien  orientiert,  da  sich  eine Anwendung  für 
Android 1.5 kaum halten wird.  
Ein Problem, das nicht speziell das API Level 3, sondern Android allgemein betrifft, ist die Tatsache, 
dass  Android  als  neue  und  einer  raschen  Entwicklung  unterliegende  Software‐Plattform  relativ 
schlecht  dokumentiert  ist.  Zwar  bietet  die  offizielle  Homepage  für  Entwickler 
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Developer‐Communities  (wie  z.B.  Android  People  (http://www.androidpeople.com/),  anddev.org 





4.3.4 Derzeitiger Entwicklungsstand der Applikation 
Der  mit  dieser  Arbeit  eingereichte  Entwicklungsstand  der  Wander‐Applikation  der  Sächsischen 
Schweiz entspricht weitestgehend der Konzeption aus Anhang XV. Die einzige Activity, die nicht imp‐
lementiert  wurde,  ist  die  Legende  für  die  zwei  Kartendarstellungen.  Des  Weiteren  fehlen  die 
Verlinkungen von Texten bzw. Bildern und POIs in der Karte untereinander. Stattdessen enthalten die 
POIs der Karte im fokussierten Zustand Auszüge aus den Fließtexten der Activities Tour_Route bzw. 









Dateien  konvertiert. Hierfür wurde das Tool RouteConverter  verwendet.  Jene drei Routenverläufe 
sind ebenfalls nur als Platzhalter aufzufassen.  Infolgedessen sei darüber hinweg zu sehen, dass die 
POIs der Routen und deren Beschreibungen in dieser Applikation nicht zweckmäßig sind bzw. ebenso 
die  Namen  sowie Weglängen‐  und  Dauerangaben  sämtlicher  Platzhalterrouten  nicht  immer  Sinn 
ergeben. 
An dieser Stelle soll noch angemerkt werden, dass der Ladevorgang der KML‐Daten aller Routen für 
TourenKarte  sehr  viel  Zeit  in Anspruch  nimmt  und  die Activity,  selbst  nachdem  dieser Vorgang 





zum  gezielten  Heranzoomen  an  eine Wanderroute  in  der  Karte  nur  in  TourenKarte  verwendet 
werden. Auf Grund eines Bugs  kann diese  Funktion  nicht  innerhalb der onCreate‐Methode  zum 
Einsatz  kommen,  deswegen  hat  die  Autorin  sie  in  die  onWindowFocusChanged‐Methode 
geschrieben, die bei Aufruf einer Activity ohnehin ausgeführt wird. Dies funktioniert jedoch nicht bei 
Tour_Karte, weil  es  sich  hier  durch  das  Tab‐Layout  um  eine  Activity  innnerhalb  einer  Activity 
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nen Wandergebietes  einerseits  das  Launcher‐Icon  und  der Name  der Applikation  zu  überdenken, 
andererseits wäre  zu  überlegen  (auch wenn  in  der  Konzeption  anders  vorgesehen),  in  der Über‐
sichtskarte nur die Startpunkte der Touren zu zeigen, da der Verlauf ab einem bestimmten Zoomlevel 
ohnehin nicht mehr erkennbar ist und dies zugleich den Ladevorgang und sicher auch die Reaktions‐





schen  Zeitung,  daher  hat  sich  die Autorin mit  den  der  Applikation  auf  das Wandern  beschränkt, 
jedoch wäre es ebenso möglich, es bei der Sächsischen Schweiz als räumlichen Geltungsbereich der 
Anwendung zu belassen und zukünftig ebenso weitere Sportarten einzubeziehen, wie beispielsweise 
Radfahren  oder  auch  Klettern, wofür  die  Sächsische  Schweiz  schließlich  zahlreiche Möglichkeiten 
bietet.  
Eine weitere Option  für  die  zukünftige Weiterentwicklung  dieser Applikation wäre  das Herstellen 
eigener Karten. Hierbei würde aber wahrscheinlich nur das jeweilige Wandergebiet mit eigenen Kar‐














An  der Oberflächengestaltung  der Applikation  könnte  noch  hinsichtlich  der  Bildschirmperspektive 
gearbeitet werden. Aus dem üblichen Halten eines Smartphones ergibt sich für das Display ein Hoch‐
format; wird das Gerät  jedoch um 90° gedreht, wechselt die Bildschirmperspektive automatisch  ins 
Querformat.  Für  diesen  Fall  können  in Android  verschiedene  Layouts  geschaffen werden, welche 
anhand  des  Attributs  orientation mit  seinen möglichen Werten  portrait  (Hochformat)  und 
landscape  (Querformat)  als  Einschränkungskriterien  eingesetzt  werden.  Derzeit  ist  das  Layout 
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Applikation  auch  auf  Android‐Plattformen  höherer  Versionen,  dennoch  könnten  so  die  in  Kapitel 






Hier bietet es  sich an, auf das verbreitete Format GPX umzusteigen, da  sich  fast alle proprietären 
Standards in dieses offene Format umrechnen lassen (WIKIPEDIA). Bleibt es dennoch bei KML als Ein‐








cheln der benötigten Wandergebiete  zur Verfügung  zu  stellen,  jedoch wurden  im März 2011  alle 
Downloads von Mobile Atlas Creator von den Entwicklern suspendiert (SOURCEFORGE, 2011). Im Falle 









len  Kartographie  und  eine  mobile  Applikation  auf  Basis  des  Wanderkalenders  der  Sächsischen 
Schweiz. Das Kommunikationsmodell berücksichtigt und verbindet die im theoretischen Teil der Ar‐
beit betrachteten Aspekte des Kontexts, der Adaption und der nutzergenerierten  Inhalte. Mit dem 
abgeleiteten  Kommunikationsmodell  wurde  der  Versuch  unternommen,  die  vorhandenen  prakti‐
schen  Möglichkeiten  und  die  theoretischen  Fundamentalregeln  zu  verbinden  und  die  in  der 
Motivation genannte Lücke  zwischen  technologischen Möglichkeiten und kartographischer Theorie 
etwas zu schließen, zumindest was den Bereich der mobilen Kartographie anbelangt. 
Vergleicht man  jedoch  die  im  theoretischen  Teil  der  Arbeit  dargestellten Möglichkeiten mit  dem 
Stand der in Kapitel 4.1 untersuchten mobilen Applikationen, zeichnet auch hier eine Lücke zwischen 
technologischen Möglichkeiten und kartographischer Theorie ab, allerdings eine konträre zu der von 






Inwiefern  die  konzipierte  und  prototypisch  entwickelte  Applikation  diesen  theoretischen 
Überlegungen Rechung trägt, soll an dieser Stelle geprüft werden. Der Kontext des Benutzers wird 
insofern  berücksichtigt,  dass  die  Applikation  nicht  versucht,  eine  möglichst  große  Anzahl  an 
Nutzungsfällen  abzudecken,  sondern  auf  Benutzer  abzielt,  die  in  der  Sächsischen  Schweiz  eine 
Wanderung  unternehmen wollen.  Somit wäre  die  Kontextdimension  der  Aktivität  abgedeckt.  Die 
Situation  des  Benutzers  wird  durch  die  in  der  Applikation  angebotene  Funktion  der 







Wandergebiet  führt, kann auf Wunsch  Informationen einblenden  (sowohl  in der Karte als auch  im 
Fließtext) und  in der Karte den Ausschnitt und das Zoomlevel seinen Anforderungen entsprechend 
festlegen. Dem Benutzer werden also nicht die benötigten Informationen sofort präsentiert, sondern 
er muss  sie  selber auswählen bzw. bei Bedarf anzeigen  lassen. Eine Berücksichtigung des mobilen 
Endgerätes  findet momentan  insofern  statt,  dass  die Applikation  für  das  in  der Aufgabenstellung 
genannten Smartphone G2 Touch optimiert wurde,  für weitere Geräte  liegt eine solche nur  in der 






teilweise  befolgt.  So  findet  auf  Wunsch  des  Nutzers  eine  Zentrierung  der  Karte  auf  den 
Benutzerstandort statt und die fokussierten POIs in der Karte stellen eine Form des von MENG (2005) 
vorgeschlagenen ‚Einzelfensters mit Details auf Anfrage’ dar. Die weiteren in Kapitel 3.2.5 genannten 
Designmethoden  der  standortabhängigen  bzw.  verschachtelten  LoDs  und  der  Raumkontraktionen 
lassen sich  im derzeitigen Zustand der Applikation ohnehin nur schwer realisieren, da kein eigenes 
Kartenmaterial verwendet, sondern auf OpenStreetMap‐Daten zurückgegriffen wird. 
In  die  Wander‐Applikation  der  Sächsischen  Schweiz  werden  momentan  keine  nutzergenerierten 
Inhalte  eingebunden;  im  Zusammenhang mit  dem  Thema  der  vorliegenden Arbeit  ist  es  dennoch 
nahe  liegend, bei einer  zukünftigen Weiterentwicklung User Generated Content  in die Applikation 
einfließen zu  lassen und dem Benutzer die Möglichkeit zu bieten,  innerhalb der Anwendung eigene 
Routen zu erstellen und der Datenbank hinzuzufügen. Dafür ist eine Activity mit Texteingabefeldern 
entsprechend  den  Feldern  in  der  Datenbank  denkbar.  Anschließend  könnte  ein  Abgleich mit  der 
ursprünglichen  Datenbank  auf  einem  Server  erfolgen.  Wurden  von  anderen  Benutzern  neue 
Wandertouren  hinzugefügt,  kann  ein  Update  der  Datenbank  auf  dem  Smartphone  angeboten 
werden,  um  dem  Benutzer  diese  neuen  Touren  zugänglich  zu machen.  Da  Android‐Smartphones 
Augmented Reality‐Anwendungen  unterstützen,  könnte  ebenso  innerhalb  der Wander‐Applikation 
der Sächsischen Schweiz davon verschiedentlich Gebrauch gemacht werden, wodurch eine weitere 




Die  Konzeptions‐  und  Entwicklungsarbeiten  an  der  mobilen Wander‐Applikation  der  Sächsischen 
Schweiz sowie das Ergebnis derer und mögliche zukünftige Erweiterungen spiegeln sich sehr gut  in 
dem abgeleiteten kartographischen Kommunikationsmodell der mobilen Kartographie wieder,  sind 
aber  ebenso  repräsentativ  für  die  moderne  Kartographie.  Es  wurde  deutlich,  dass  sich  der 
Kartograph ‐ so wie im Kommunikationsmodell in Anhang X dargestellt ‐ in Gestalter und Entwickler 
aufspalten  lässt.  Im  Falle  dieser  Arbeit  ist  die  Rolle  des  Entwicklers  dominanter  als  die  des 
Kartographen. Zwar besagt die Aufgabenstellung, dass das Ziel eine Kartenapplikation ist, jedoch war 
es notwendig mehr als nur eine  reine Kartendarstellung  zu  implementieren. Die Kartendarstellung 
letztendlich  basiert  nicht  auf  eigenen  Karten,  sondern  bis  jetzt  auf  bereits  vorhandenem 
Kartenmaterial von OpenStreetMap; lediglich eine Visualisierung der Wanderrouten und deren POIs 
in  dieser  Karte  sowie  des  aktuellen Nutzerstandortes musste  gestaltet werden. Dies  spiegelt  den 
gegenwärtigen  Zustand  der  Kartographie wieder:  technologische  Entwicklungen  führen  zu  einem 











Informations‐  und  Interaktionsbedarf  des  Benutzers  durch  eine Adaptierbarkeit  der  Inhalte. Auch 








lungen  und  Impulsen  vorangetrieben  und  beeinflusst  wird.  Wurde  zur  Zeit  der  Entstehung  der 
kartographischen Kommunikationstheorie viel Wert auf Fragen der Semantik und Syntax gelegt, liegt 
gegenwärtig das Hauptaugenmerk auf der kontextuellen und pragmatischen Dimension.  













phischen  Darstellungen  entgegenzuwirken  [GARTNER/SCHMIDT,  2010].  Andererseits  ist  es 
unumgänglich, dass die Kartographie mit  ihrer  zunehmenden  Interdisziplinarität über  ihre Schwer‐
punktthemen  nachdenkt.  Dies  ist  bereits  einmal  geschehen,  zwei  Jahrzehnte  nachdem  die 
Kartographie  trotz  jahrhundertelanger Tradition erst 1949 von der UNO als offizielle Wissenschaft 
anerkannt wurde und damit ebenso  ihren Standpunkt  finden musste.  In  jener Zeit  sind die ersten 
kartographischen Kommunikationsmodelle entstanden.  
Der  Sinn  und  Zweck  solcher Modelle  liegt  darin,  einen Gegenstandsbereich  zu  strukturieren,  von 
unwichtigen Aspekten zu abstrahieren und somit Forschungsfragen zu formulieren [MALETZKE, 1998]. 
In diesem Fall dienten sie der Kartographie sicher eher für die Identifikation und Abgrenzung gegen‐
über anderen Wissenschaften. Zwar  ist die Kartographie  längst keine  junge Wissenschaft mehr, die 
einer Selbstfindung bedarf,  jedoch würde es  ihr zugute kommen, erneut  ihre Kernthemen zu über‐
denken  und  zu  finden  und  damit  ihren  Aufgabenbereich  neu  zu  definieren.  Davon  profitieren 
einerseits Forschung und Lehre, die sich  ihrer  Interdisziplinarität zwar bewusst sein müssen, durch 
eine klare Abgrenzung zu benachbarten Wissenschaften jedoch gestärkt werden würden, da sie sich 
wieder  auf  ihre  gewachsenen Werte  konzentrieren  und  berufen  und  diese  zeitgemäß  einbringen 
können. Andererseits  und  eben  genau  dadurch  gewinnen  auch  kartographische Darstellungen  als 
Ergebnis und Produkt der Kartographie an neuer Qualität, da auch die syntaktische und semantische 
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Kartographisches Kommunikationsmodell  
„Prozess der Kommunikation der kartographischen Information“ von KOLÁČNÝ (1969) 









Kartographisches Kommunikationsmodell  
„Die determinierenden Faktoren der kartographischen Kommunikationskette“ von OGRISSEK (1974) 










Kartographisches Kommunikationsmodell  
„Kartographische Kommunikationskette“ von BREETZ (1982) 








Kartographisches Kommunikationsmodell  
„Kartographisches Kommunikationsmodell“ von PRELL (1983) 






Kartographisches Kommunikationsmodell  
„Modell der kartographischen Kommunikation in Verbindung mit Interaktion“ von PETERSON (1995) 










Kartographisches Kommunikationsmodell  
„Das kartographische Kommunikationsnetz“ von HAKE, GRÜNREICH und MENG (2002) 










Kartographisches Kommunikationsmodell  
„Interaktive und multimediale Kommunikation“ von LECHTHALER (2000) 









Kartographisches Kommunikationsmodell  
„Nutzerbestimmte thematische Karten“ von KELNHOFER (2003) 
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Basislayouts der Android-API 
(ANDROID DEVELOPERS)           XXX 
 
AutoComplete  DatePicker  FormStuff Gallery 
GridView  LinearLayout ListView MapView 

















































































































































































public class DataBaseHelper extends SQLiteOpenHelper{ 
 
    private static String DB_PATH; 
    private static String DB_PATH_PREFIX = "/data/data/"; 
    private static String DB_PATH_SUFFIX = "/databases/"; 
    private static String DB_NAME = "wanderfuehrer_db.db"; 
 
    private SQLiteDatabase myDataBase; 
 
    private final Context myContext; 
 
    // Konstruktor 
public DataBaseHelper(Context context) { 
     
    super(context, DB_NAME, null, 1); 
        this.myContext = context; 
    } 
 
    // erzeugt leere DB und ersetzt sie mit eigener DB 
    public void createDataBase() throws IOException{ 
 
   // setze kompletten Verzeichnis-Pfad, in dem DB auf Smartphone  
   // abgelegt werden soll, zusammen 
DB_PATH = DB_PATH_PREFIX + myContext.getPackageName() + 
DB_PATH_SUFFIX + DB_NAME; 
      
        boolean dbExist = checkDataBase(); 
        SQLiteDatabase db_Read = null; 
        Log.d("DB", "Does the database exist already?" + dbExist); 
 
      // wenn DB bereits existiert 
     if(dbExist){ 
      // keine Aktionen nötig 
      } 
     // andernfalls: 
     else{ 
 
      //erzeuge leere DB 
         db_Read= this.getReadableDatabase(); 
           db_Read.close(); 
 
 
         try { 
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          // kopiere eigene DB und überschreibe leere DB damit 
       copyDataBase(); 
 
      }  
  catch (IOException e) { 
 
                throw new Error("Error copying database"); 
 
         } 
     } 
 
    } 
 
 
    private boolean checkDataBase(){ 
 
     SQLiteDatabase checkDB = null; 
 
     try{ 
      // versuche, DB zu öffnen 
checkDB = SQLiteDatabase.openDatabase( DB_PATH, null, 
SQLiteDatabase.NO_LOCALIZED_COLLATORS); 
 
           checkDB.close(); 
             
           // DB existiert 
           return true; 
 
 
     }catch(SQLiteException e){ 
 
      // DB existiert noch nicht 
           return false; 
     } 
 
    } 
 
 
    private void copyDataBase() throws IOException{ 
 
    // öffne eigene DB als InputStream 
        InputStream assetsDB = myContext.getAssets().open(DB_NAME); 
 
        File directory = new File(DB_PATH); 
        if (directory.exists() == false ) 
        { 
            directory.mkdir(); 
        } 
 
     // öffne leere DB als OutputStream 
     OutputStream dbOut = new FileOutputStream(DB_PATH); 
 
     // übertrage Bytes von InputSteam in OutputStream 
     byte[] buffer = new byte[1024]; 
     int length; 
     while ((length = assetsDB.read(buffer))>0){ 
      dbOut.write(buffer, 0, length); 
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     } 
 
     // schließe Streams 
     dbOut.flush(); 
     dbOut.close(); 
     dbOut.close(); 
 
    } 
 
    public void openDataBase() throws SQLException{ 
 
        // öffne DB 
   myDataBase = SQLiteDatabase.openDatabase(DB_PATH, null, 
   SQLiteDatabase.NO_LOCALIZED_COLLATORS); 
 
    } 
 
    public SQLiteDatabase getDataBase() throws SQLException { 
      
        // öffne und übergebe DB 
myDataBase = SQLiteDatabase.openDatabase(DB_PATH, null, 
SQLiteDatabase.NO_LOCALIZED_COLLATORS); 
 
        return myDataBase; 
    } 
 
 
    @Override 
    public synchronized void close() { 
      
        // schließe DB 
        if(myDataBase != null) 
                myDataBase.close(); 
 
        super.close(); 
 
    } 
 
    @Override 
    public void onCreate(SQLiteDatabase db) { 
 
    } 
 
    @Override 
public void onUpgrade(SQLiteDatabase db, int oldVersion, int newVersion)  
{ 
 

























public class TourenListe extends ListActivity { 
 
 private static final String dbTable = "Touren"; 
 protected SQLiteDatabase db; 
 private DataBaseHelper dbHelper = new DataBaseHelper(this); 
 
 public static String sel_tour; 
 public static String searchKeywords; 
 boolean sortByAlphabet = true; 
 
 
    @Override 
 public void onCreate(Bundle icicle) { 
            super.onCreate(icicle); 
            setTitle(R.string.Liste_Touren); 
 
            // ändere Hintergrundfarbe des Optionsmenüs 
            setMenuBackground(); 
 
            CreateList(); 
 
    } 
 
    protected void CreateList() { 
 
        final Cursor dbCursor; 
 
        try { 
          
          // öffne DB 
            db = dbHelper.getDataBase();             
             
            // wenn Variable sortByAlphabet wahr ist: 
            // rufe Funktion ListOrderedByName() auf 
            if (sortByAlphabet == true) 
            { 
                dbCursor = ListOrderedByName(); 
            } 
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            // andernfalls rufe Funktion ListOrderedByDistance() auf  
            else 
            { 
                dbCursor = ListOrderedByDistance(); 
            } 
 
            int NameColumn  = dbCursor.getColumnIndex("Tour_Name"); 
            int WeglaengeColumn = dbCursor.getColumnIndex("Weglaenge_km"); 
            int DauerColumn = dbCursor.getColumnIndex("Dauer_h"); 
 
            // Anzahl der Datensätze im Cursor 
            int len = dbCursor.getCount(); 
            final String Touren [][] = new String [len][2]; 
            String Tourname; 
            String Kurzinfo; 
 
            startManagingCursor(dbCursor); 
 
            // bewege Cursor zum ersten Datensatz 
            dbCursor.moveToFirst(); 
 
            // durchlaufe alle Datensätze im Cursor 
            for (int i = 0; i < len; i++) { 
                Tourname = dbCursor.getString(NameColumn); 
                Kurzinfo = dbCursor.getFloat(WeglaengeColumn) + " km, " +  
   dbCursor.getString(DauerColumn) + " h"; 
                // schreibe Werte in zweidimensionalen Array Touren 
                Touren[i][0] = Tourname; 
                Touren[i][1] = Kurzinfo; 
                // bewege Cursor zum nächsten Datensatz 
                dbCursor.moveToNext(); 
            } 
             
            // übergib Touren an CustomArrayAdapter adap 
            CustomArrayAdapter adap=new CustomArrayAdapter(this,  
   R.layout.tourenliste, Touren); 
            // fülle ListView mit Inhalten aus adap 
            setListAdapter(adap); 
 
        } 
        finally 
            { 
                if(db != null) { 
                    // schließe DB 
                    dbHelper.close(); 
                } 
            } 
    } 
 
     
 
    protected Cursor ListOrderedByName () { 
        // DB-Abfrage: sortiere Inhalte der Spalten Tour_Name, Weglaenge_km 
    // und Dauer_h aufsteigend  nach Einträgen aus Tour_Name und  
    // schreibe sie in Cursor dbCursor 
        Cursor dbCursor = db.rawQuery("SELECT Tour_Name, Weglaenge_km,  
    Dauer_h FROM " + dbTable + " ORDER BY Tour_Name ASC", null); 
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        return dbCursor; 




    protected Cursor ListOrderedByDistance () { 
        // DB-Abfrage: sortiere Inhalte der Spalten Tour_Name, Weglaenge_km  
    // und Dauer_h aufsteigend nach Einträgen aus Weglaenge_km und  
    // schreibe sie in Cursor dbCursor 
        Cursor dbCursor = db.rawQuery("SELECT Tour_Name, Weglaenge_km,  
    Dauer_h FROM " + dbTable + " ORDER BY Weglaenge_km ASC", null); 
        return dbCursor; 




    @Override 
protected void onListItemClick(ListView l, View v, int position,  
long id) { 
       
            l.setSelector(R.drawable.list_selector); 
 
            super.onListItemClick(l, v, position, id); 
             
            // bei Klick auf Listeneintrag: 
            // schreibe Wert der oberen Listenzeile in String-Array tour 
            String tour[] =  
   (String[])this.getListAdapter().getItem(position); 
 
            // starte Activity Tour.java 
            Intent i = new Intent(this, Tour.class); 
            startActivity(i); 
 
            // schreibe Namen der ausgewählten Tour in globale Variable 
            sel_tour = tour[0]; 
    } 
 
 
   // Options-Menü erzeugen 
   @Override 
   public boolean onPrepareOptionsMenu(Menu menu) { 
 
       menu.clear(); 
 
       // wenn Liste alphabetisch sortiert ist 
       // füge Eintrag 'Nach Weglänge sortieren' zu Optionsmenü hinzu 
       if(sortByAlphabet) { 
            menu.removeItem(1); 
            menu.add(0, 0, 0, R.string.sort_distance); 
        } 
       // andernfalls füge 'Alphabetisch sortieren' hinzu 
       else 
       { 
            menu.removeItem(0); 
            menu.add(0, 1, 0, R.string.sort_alphabet); 
        } 
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       getMenuInflater().inflate(R.menu.opt_tourenliste, menu); 
 
       return super.onPrepareOptionsMenu(menu); 
 




  @Override 
  public boolean onOptionsItemSelected(MenuItem item) { 
    // Was wurde im Optionsmenü ausgewählt? 
    switch (item.getItemId()) { 
 
        case 1:{ 
          // sortiere Liste nach Routennamen 
            sortByAlphabet = true; 
            CreateList(); 
            return true; 
        } 
 
        case 0:{ 
          // sortiere Liste nach Weglaenge 
            sortByAlphabet = false; 
            CreateList(); 
            return true; 
        } 
 
        case R.id.opt_beenden: { 
          // App beenden 
          moveTaskToBack(true); 
            return true; 
        } 
 
        case R.id.opt_suchen: { 
            // rufe CustomSearchDialog auf 
            final CustomSearchDialog searchDialog =  
   new CustomSearchDialog(this); 
            searchDialog.show(); 
            searchDialog.customSearchDialogBtn.setOnClickListener( 
   new View.OnClickListener() { 
                public void onClick(View v) { 
                        // schreibe eingegebenen Suchbegriff  
      // in globale Variable searchKeywords 
                        searchKeywords =  
       searchDialog.customSearchDialogEdit.getText() 
      .toString(); 
                        searchDialog.hide(); 
                        // starte Activity Suchergebnis.java 
                        Intent i = new Intent(v.getContext(),  
      Suchergebnis.class); 
                        startActivity(i); 
                    } 
                }); 
            return true; 
        } 
 
    } 
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    return super.onOptionsItemSelected(item); 
  } 
   
 
  //farbliche Anpassung des Optionsmenü-Hintergrundes 
  protected void setMenuBackground(){ 
 
        Log.d("OptMenu", "Entering setMenuBackGround"); 
        getLayoutInflater().setFactory( new Factory() { 
 
            @Override 
            public View onCreateView ( String name, Context context,  
   AttributeSet attrs ) { 
 
                if( 
   name.equalsIgnoreCase(  
   "com.android.internal.view.menu.IconMenuItemView")) { 
 
                    try {  
                        LayoutInflater f = getLayoutInflater(); 
                        final View view = f.createView( name, null, attrs ); 
                        new Handler().post( new Runnable() { 
                            public void run () { 
                                 view.setBackgroundResource( 
      R.drawable.menu_bg_color); 
                            } 
                        } ); 
                        return view; 
                    } 
                    catch ( InflateException e ) {} 
                    catch ( ClassNotFoundException e ) {} 
                } 
                return null; 
            } 
        }); 
    } 
   
   
  //'Search'-Knopf des Smartphones belegen 
  @Override 
     public boolean onSearchRequested() { 
 
         // rufe CustomSearchDialog auf 
        final CustomSearchDialog searchDialog =  
    new CustomSearchDialog(this); 
        searchDialog.show(); 
        searchDialog.customSearchDialogBtn.setOnClickListener( 
  new View.OnClickListener() { 
            public void onClick(View v) { 
                   // schreibe eingegebenen Suchbegriff  
      // in globale Variable searchKeywords 
                   TourenListe.searchKeywords =  
   searchDialog.customSearchDialogEdit.getText().toString(); 
                   searchDialog.hide(); 
                   // starte Activity Suchergebnis.java 
                   Intent i = new Intent(v.getContext(),  
      Suchergebnis.class); 
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                   startActivity(i); 
                } 
            }); 
 
         return false; 
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<?xml version="1.0" encoding="utf-8"?> 
 
<ScrollView 
    xmlns:android="http://schemas.android.com/apk/res/android" 
    android:orientation="vertical" 
    android:layout_width="fill_parent" 





    xmlns:android="http://schemas.android.com/apk/res/android" 
    android:layout_width="fill_parent" 
    android:layout_height="fill_parent" 
    android:layout_marginRight="8sp"> 
 
 
             <TableLayout 
                 android:id="@+id/route_infobox" 
                 android:layout_width="fill_parent" 
                 android:layout_height="wrap_content" 
                 android:layout_marginTop="13sp" 
                 android:background="@color/Dunkelgruen" 
                 android:layout_alignParentTop="true"> 
 
                 <RelativeLayout 
                     android:layout_margin="2sp" 
                     android:padding="3sp" 
                     android:background="@color/Weiss" 
                     android:layout_width="fill_parent" 
                     android:layout_height="wrap_content"> 
 
                     <RelativeLayout 
                        android:id="@+id/route_infobox_item_0" 
                        android:layout_width="fill_parent" 
                        android:layout_height="wrap_content"> 
 
                        <TextView 
                            android:id="@+id/route_infobox_Wegstrecke" 
                            android:layout_width="wrap_content" 
                            android:layout_height="wrap_content" 
                            style="@style/Fliesstext_fett" 
                            android:layout_alignParentTop="true" 
                            android:layout_alignParentLeft="true" 
                            android:text="Wegstrecke: " /> 
 
                        <TextView 
                            android:id="@+id/route_infobox_0" 
                            android:layout_width="wrap_content" 
                            android:layout_height="wrap_content" 
                            style="@style/Fliesstext" 
                            android:layout_alignParentTop="true" 
                            android:layout_alignParentRight="true" 
                            android:layout_toRightOf= 
      "@id/route_infobox_Wegstrecke" /> 
 
                    </RelativeLayout> 
 
                    <RelativeLayout 
                        android:id="@+id/route_infobox_item_1" 
                        android:layout_width="fill_parent" 
                        android:layout_height="wrap_content" 
                        android:layout_below="@id/route_infobox_item_0"> 
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                        <TextView 
                            android:id="@+id/route_infobox_Anfahrt" 
                            android:layout_width="wrap_content" 
                            android:layout_height="wrap_content" 
                            style="@style/Fliesstext_fett" 
                            android:layout_alignParentLeft="true" 
                            android:text="Anfahrt: " /> 
 
                        <TextView 
                            android:id="@+id/route_infobox_1" 
                            android:layout_width="wrap_content" 
                            android:layout_height="wrap_content" 
                            style="@style/Fliesstext" 
                            android:layout_alignParentRight="true" 
                            android:layout_toRightOf= 
     "@id/route_infobox_Anfahrt"/> 
 
                    </RelativeLayout> 
 
                    <RelativeLayout 
                        android:id="@+id/route_infobox_item_2" 
                        android:layout_width="fill_parent" 
                        android:layout_height="wrap_content" 
                        android:layout_below="@id/route_infobox_item_1"> 
 
                        <TextView 
                            android:id="@+id/route_infobox_Weglaenge" 
                            android:layout_width="wrap_content" 
                            android:layout_height="wrap_content" 
                            style="@style/Fliesstext_fett" 
                            android:layout_alignParentLeft="true" 
                            android:text="Weglänge: " /> 
 
                        <TextView 
                            android:id="@+id/route_infobox_2" 
                            android:layout_width="wrap_content" 
                            android:layout_height="wrap_content" 
                            style="@style/Fliesstext" 
                            android:layout_alignParentRight="true" 
                            android:layout_toRightOf= 
      "@id/route_infobox_Weglaenge" /> 
 
                    </RelativeLayout> 
 
                    <RelativeLayout 
                        android:id="@+id/route_infobox_item_3" 
                        android:layout_width="fill_parent" 
                        android:layout_height="wrap_content" 
                        android:layout_below="@id/route_infobox_item_2"> 
 
                        <TextView 
                            android:id="@+id/route_infobox_Dauer" 
                            android:layout_width="wrap_content" 
                            android:layout_height="wrap_content" 
                            style="@style/Fliesstext_fett" 
                            android:layout_alignParentLeft="true" 
                            android:text="Dauer: " /> 
 
                        <TextView 
                            android:id="@+id/route_infobox_3" 
                            android:layout_width="wrap_content" 
                            android:layout_height="wrap_content" 
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                            style="@style/Fliesstext" 
                            android:layout_alignParentRight="true" 
                            android:layout_toRightOf= 
     "@id/route_infobox_Dauer" /> 
 
                    </RelativeLayout> 
 
                    <RelativeLayout 
                        android:id="@+id/route_infobox_item_4" 
                        android:layout_width="fill_parent" 
                        android:layout_height="wrap_content" 
                        android:layout_below="@id/route_infobox_item_3"> 
 
                        <TextView 
                            android:id= 
     "@+id/route_infobox_Hoehenunterschied" 
                            android:layout_width="wrap_content" 
                            android:layout_height="wrap_content" 
                            style="@style/Fliesstext_fett" 
                            android:layout_alignParentLeft="true" 
                            android:text="Höhenunterschied: "/> 
 
                        <TextView 
                            android:id="@+id/route_infobox_4" 
                            android:layout_width="wrap_content" 
                            android:layout_height="wrap_content" 
                            style="@style/Fliesstext" 
                            android:layout_alignParentRight="true" 
      android:layout_toRightOf= 
      "@id/route_infobox_Hoehenunterschied"/> 
 
                    </RelativeLayout> 
 
                </RelativeLayout> 
 
        </TableLayout> 
 
 
<!-- route_REL_LAYOUT_5 --> 
 
 <RelativeLayout 
            android:id="@+id/route_rel_layout_5" 
            android:layout_width="wrap_content" 
            android:layout_height="fill_parent" 
            android:layout_marginTop="15sp" 
            android:layout_below="@id/route_infobox" 
            android:visibility="gone"> 
 
            <RelativeLayout 
                android:id="@+id/route_rel_layout_visible_5" 
                android:layout_width="wrap_content" 
                android:layout_height="fill_parent" 
                android:layout_alignParentTop="true" 
                android:layout_marginBottom="10sp"> 
 
                <RelativeLayout 
                    android:id="@+id/route_rel_layout_btn_5" 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    android:layout_below="@id/route_infobox" 
                    android:layout_alignParentRight="true"> 
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       <Button 
                        android:id="@+id/route_btn_5" 
                        android:layout_width="wrap_content" 
                        android:layout_height="wrap_content" 
                        android:layout_margin="5sp" 
                        android:background="@drawable/btn_expander_down" 
                        android:layout_gravity="right"/> 
                         
                </RelativeLayout> 
 
                <TextView 
                    android:id="@+id/route_etappe_5" 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    style="@style/Etappe" 
                    android:layout_below="@id/route_infobox" 
                    android:layout_toLeftOf="@id/route_rel_layout_btn_5" 
                    android:layout_alignParentLeft="true"/> 
 
            </RelativeLayout> 
 
            <RelativeLayout 
                android:id="@+id/route_rel_layout_5_hidden" 
                android:layout_width="wrap_content" 
                android:layout_height="fill_parent" 
                android:layout_below="@id/route_rel_layout_visible_5" 
                android:visibility="gone"> 
 
 
                <TextView 
                    android:id="@+id/route_etappe_5_text" 
                    android:layout_width="fill_parent" 
                    android:layout_height="wrap_content" 
                    style="@style/Fliesstext" 
                    android:layout_marginBottom="5sp" 
                    android:layout_below="@id/route_rel_layout_visible_5"/> 
 
                <TableLayout 
                     android:id="@+id/route_table_5" 
                     android:layout_width="wrap_content" 
                     android:layout_height="wrap_content" 
                     android:background="@color/Schwarz" 
                     android:layout_margin="10sp" 
                     android:layout_below="@id/route_etappe_5_text"> 
 
                    <ImageView 
                        android:id="@+id/route_image_5" 
                        android:layout_width="wrap_content" 
                        android:layout_height="wrap_content" 
                        android:scaleType="fitXY" 
                        android:layout_margin="1sp" 
                        android:layout_below="@id/route_etappe_5_text"/> 
 
                </TableLayout> 
 
            </RelativeLayout> 
 
 
        </RelativeLayout> 
 
 
<!-- route_REL_LAYOUT_6 --> 
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        <RelativeLayout 
            android:id="@+id/route_rel_layout_6" 
            android:layout_width="fill_parent" 
            android:layout_height="wrap_content" 
            android:layout_marginTop="20sp" 
            android:layout_below="@id/route_rel_layout_5" 
            android:visibility="gone"> 
 
            <RelativeLayout 
                android:id="@+id/route_rel_layout_visible_6" 
                android:layout_width="fill_parent" 
                android:layout_height="wrap_content" 
                android:layout_below="@id/route_rel_layout_5" 
                android:layout_marginBottom="10sp"> 
                 
                <RelativeLayout 
                    android:id="@+id/route_rel_layout_btn_6" 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    android:layout_below="@id/route_rel_layout_5" 
                    android:layout_alignParentRight="true"> 
                     
                    <Button 
                        android:id="@+id/route_btn_6" 
                        android:layout_width="wrap_content" 
                        android:layout_height="wrap_content" 
                        android:layout_margin="5sp" 
                        android:background="@drawable/btn_expander_down" 
                        android:layout_gravity="right"/> 
                         
                </RelativeLayout> 
 
                <TextView 
                    android:id="@+id/route_etappe_6" 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    style="@style/Etappe" 
                    android:layout_below="@id/route_rel_layout_5" 
                    android:layout_toLeftOf="@id/route_rel_layout_btn_6" 
                    android:layout_alignParentLeft="true"/> 
 
            </RelativeLayout> 
 
            <RelativeLayout 
                android:id="@+id/route_rel_layout_6_hidden" 
                android:layout_width="wrap_content" 
                android:layout_height="fill_parent" 
                android:layout_below="@id/route_rel_layout_visible_6" 
                android:visibility="gone"> 
 
                <TextView 
                    android:id="@+id/route_etappe_6_text" 
                    android:layout_width="fill_parent" 
                    android:layout_height="wrap_content" 
                    style="@style/Fliesstext" 
                    android:layout_marginBottom="5sp" 
                    android:layout_below="@id/route_rel_layout_visible_6"/> 
 
 
                <TableLayout 
                     android:id="@+id/route_table_6" 
                     android:layout_width="wrap_content" 
                     android:layout_height="wrap_content" 
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                     android:background="@color/Schwarz" 
                     android:layout_margin="10sp" 
                     android:layout_below="@id/route_etappe_6_text"> 
 
                    <ImageView 
                        android:id="@+id/route_image_6" 
                        android:layout_width="wrap_content" 
                        android:layout_height="wrap_content" 
                        android:scaleType="fitXY" 
                        android:layout_margin="1sp"/> 
 
                </TableLayout> 
 
            </RelativeLayout> 
 
        </RelativeLayout> 
 
 
<!-- route_REL_LAYOUT_7 --> 
 
        <RelativeLayout 
            android:id="@+id/route_rel_layout_7" 
            android:layout_width="wrap_content" 
            android:layout_height="fill_parent" 
            android:layout_marginTop="20sp" 
            android:layout_below="@id/route_rel_layout_6" 
            android:visibility="gone"> 
 
            <RelativeLayout 
                android:id="@+id/route_rel_layout_visible_7" 
                android:layout_width="wrap_content" 
                android:layout_height="fill_parent" 
                android:layout_below="@id/route_rel_layout_6" 
                android:layout_marginBottom="10sp"> 
 
                <RelativeLayout 
                    android:id="@+id/route_rel_layout_btn_7" 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    android:layout_below="@id/route_rel_layout_6" 
                    android:layout_alignParentRight="true"> 
                     
                    <Button 
                        android:id="@+id/route_btn_7" 
                        android:layout_width="wrap_content" 
                        android:layout_height="wrap_content" 
                        android:layout_margin="5sp" 
                        android:background="@drawable/btn_expander_down" 
                        android:layout_gravity="right"/> 
                         
                </RelativeLayout> 
 
                <TextView 
                    android:id="@+id/route_etappe_7" 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    style="@style/Etappe" 
                    android:layout_below="@id/route_rel_layout_6" 
                    android:layout_toLeftOf="@id/route_rel_layout_btn_7" 
                    android:layout_alignParentLeft="true"/> 
 
            </RelativeLayout> 
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            <RelativeLayout 
                android:id="@+id/route_rel_layout_7_hidden" 
                android:layout_width="wrap_content" 
                android:layout_height="fill_parent" 
                android:layout_below="@id/route_rel_layout_visible_7" 
                android:visibility="gone"> 
 
                <TextView 
                    android:id="@+id/route_etappe_7_text" 
                    android:layout_width="fill_parent" 
                    android:layout_height="wrap_content" 
                    style="@style/Fliesstext" 
                    android:layout_marginBottom="5sp" 
                    android:layout_below="@id/route_rel_layout_visible_7"/> 
 
 
                <TableLayout 
                     android:id="@+id/route_table_7" 
                     android:layout_width="wrap_content" 
                     android:layout_height="wrap_content" 
                     android:background="@color/Schwarz" 
                     android:layout_margin="10sp" 
                     android:layout_below="@id/route_etappe_7_text"> 
 
                    <ImageView 
                        android:id="@+id/route_image_7" 
                        android:layout_width="wrap_content" 
                        android:layout_height="wrap_content" 
                        android:scaleType="fitXY" 
                        android:layout_margin="1sp"/> 
 
                </TableLayout> 
 
            </RelativeLayout> 
 
        </RelativeLayout> 
 
 
<!-- route_REL_LAYOUT_8 --> 
 
        <RelativeLayout 
            android:id="@+id/route_rel_layout_8" 
            android:layout_width="wrap_content" 
            android:layout_height="fill_parent" 
            android:layout_marginTop="20sp" 
            android:layout_marginBottom="20sp" 
            android:layout_below="@id/route_rel_layout_7" 
            android:visibility="gone"> 
 
            <RelativeLayout 
                android:id="@+id/route_rel_layout_visible_8" 
                android:layout_width="wrap_content" 
                android:layout_height="fill_parent" 
                android:layout_below="@id/route_rel_layout_7" 
                android:layout_marginBottom="10sp"> 
 
                <RelativeLayout 
                    android:id="@+id/route_rel_layout_btn_8" 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    android:layout_below="@id/route_rel_layout_7" 
                    android:layout_alignParentRight="true"> 
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                    <Button 
                        android:id="@+id/route_btn_8" 
                        android:layout_width="wrap_content" 
                        android:layout_height="wrap_content" 
                        android:layout_margin="5sp" 
                        android:background="@drawable/btn_expander_down" 
                        android:layout_gravity="right"/> 
                         
                </RelativeLayout> 
 
                <TextView 
                    android:id="@+id/route_etappe_8" 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    style="@style/Etappe" 
                    android:layout_below="@id/route_rel_layout_8" 
                    android:layout_toLeftOf="@id/route_btn_8" 
                    android:layout_alignParentLeft="true"/> 
 
            </RelativeLayout> 
 
            <RelativeLayout 
                android:id="@+id/route_rel_layout_8_hidden" 
                android:layout_width="wrap_content" 
                android:layout_height="fill_parent" 
                android:layout_below="@id/route_rel_layout_visible_8" 
                android:visibility="gone"> 
 
                <TextView 
                    android:id="@+id/route_etappe_8_text" 
                    android:layout_width="fill_parent" 
                    android:layout_height="wrap_content" 
                    style="@style/Fliesstext" 
                    android:layout_marginBottom="5sp" 
                    android:layout_below="@id/route_rel_layout_visible_8"/> 
 
 
                <TableLayout 
                     android:id="@+id/route_table_8" 
                     android:layout_width="wrap_content" 
                     android:layout_height="wrap_content" 
                     android:background="@color/Schwarz" 
                     android:layout_margin="10sp" 
                     android:layout_below="@id/route_etappe_8_text"> 
 
                    <ImageView 
                        android:id="@+id/route_image_8" 
                        android:layout_width="wrap_content" 
                        android:layout_height="wrap_content" 
                        android:scaleType="fitXY" 
                        android:layout_margin="1sp"/> 
 
                </TableLayout> 
 
            </RelativeLayout> 
 
        </RelativeLayout> 
 





























public class Tour_Route extends Activity { 
 
    private static final String dbTable = "Touren"; 
    protected SQLiteDatabase db; 
    private DataBaseHelper dbHelper = new DataBaseHelper(this); 
 
    @Override 
    public void onCreate(Bundle icicle) { 
        super.onCreate(icicle); 
         
        // Layout zuweisen         
        setContentView(R.layout.tour_route); 
 
        // ändere Hintergrundfarbe des Optionsmenüs 
        setMenuBackground(); 
         
        final Cursor dbCursor; 
 
        try { 
 
            db = dbHelper.getDataBase(); 
             
            // DB-Abfrage: schreibe Inhalte aller Felder des Datensatzes,  
   // bei dem Tour_Name mit sel_tour übereinstimmt,  
   //in Cursor dbCursor 
            dbCursor = db.rawQuery("SELECT * FROM " + dbTable + " WHERE  
   Tour_Name = '" + TourenListe.sel_tour  + "'", null); 
 
            startManagingCursor(dbCursor); 
            // bewege Cursor zum ersten  
   //(und in diesem Falle einzigen) Datensatz 
            dbCursor.moveToFirst(); 
 
            // laufe von i = 0 bis 8  
            // --> IDs in Layoutdatei tour_route.xml von 0 bis 8 nummeriert 
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            // fülle Views dieses Layouts mit Inhalten aus DB 
            for (int i = 0; i <= 8; i++) { 
 
                String i_string = (new Integer(i)).toString(); 
 
                // i < 5 --> IDs der Infobox-Views 
                if (i < 5) { 
 
                    // erzeuge Variable für IDs der Infobox  
       //in tour_route.xml 
                    int id_infobox =  
       getResources().getIdentifier("route_infobox_"  
       + i_string,  
       "id", getPackageName()); 
                    TextView infobox = (TextView) findViewById(id_infobox); 
 
                    // füge Inhalt der enstprechenden DB-Spalte ein 
 
                    if (i == 0) { 
                            infobox.setText(dbCursor.getString( 
      dbCursor.getColumnIndex("Wegstrecke"))); 
                        } 
                    if (i == 1) { 
                            infobox.setText(dbCursor.getString( 
      dbCursor.getColumnIndex("Anfahrt"))); 
                        } 
                    if (i == 2) { 
                            infobox.setText(dbCursor.getString( 
      dbCursor.getColumnIndex("Weglaenge_km"))  
      + " km"); 
                        } 
                    if (i == 3) { 
                            infobox.setText(dbCursor.getString( 
      dbCursor.getColumnIndex("Dauer_h")) + " h"); 
                        } 
                    if (i == 4) { 
                            infobox.setText(dbCursor.getString( 
      dbCursor.getColumnIndex("Hoehenunterschied_m")) 
      + " m"); 
                        } 
 
                } 
                else { 
                 
                    // Nummern der DB-Felder entsprechen i-4,  
       // da DB-Felder von 1  
       // bis 4 nummeriert sind 
                    String column_nr = (new Integer(i-4)).toString(); 
 
                    // wenn DB-Spalte 'Etappe_[i-4]_Name' nicht leer, 
                    // dann mache RelativeLayout für entpr. Etappe sichtbar  
       // und fülle es mit Inhalt, 
                    // andernfalls lasse RelativeLayout unsichtbar 
                    if (dbCursor.getString( 
       dbCursor.getColumnIndex("Etappe_" +  
       column_nr + "_Name")) != null) { 
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                        // erzeuge Variable für RelativeLayout-ID 
                        int id_route_rel_layout =  
      getResources().getIdentifier("route_rel_layout_" +  
      i_string, "id", getPackageName()); 
                        RelativeLayout route_rel_layout =  
      (RelativeLayout) findViewById(id_route_rel_layout); 
                        // setze RelativeLayout auf sichtbar 
                        route_rel_layout.setVisibility(View.VISIBLE); 
 
                        // erzeuge Variable für Button-ID 
                        int id_route_btn =  
      getResources().getIdentifier("route_btn_"  
      + i_string, "id", getPackageName()); 
                        final Button route_btn =  
      (Button) findViewById(id_route_btn); 
 
                        // erzeuge Variable für Etappen-ID 
                        int id_route_etappe =  
      getResources().getIdentifier("route_etappe_" +  
      i_string, "id", getPackageName()); 
                        TextView route_etappe =  
      (TextView) findViewById(id_route_etappe); 
 
                        // füge Inhalt der DB-Spalte 'Etappe_[i-4]_Name'  
      // und 'Etappe_[i-4]_Dauer_min' ein 
                        route_etappe.setText(dbCursor.getString( 
      dbCursor.getColumnIndex("Etappe_" + column_nr  
      + "_Name")) 
                        + " [" 
                        + dbCursor.getString(dbCursor.getColumnIndex 
      ("Etappe_" + column_nr + "_Dauer_min")) 
                        + " min]"); 
 
                        // erzeuge Variable für RelativeLayout-ID 
                        int id_route_rel_layout_hidden =  
      getResources().getIdentifier("route_rel_layout_" +  
      i_string + "_hidden", "id", getPackageName()); 
                        final RelativeLayout route_rel_layout_hidden =  
      (RelativeLayout) findViewById   
      (id_route_rel_layout_hidden); 
                        route_rel_layout_hidden.setVisibility(View.GONE); 
 
                        // erzeuge OnClick-Listener für alle Buttons 
                        route_btn.setOnClickListener( 
      new View.OnClickListener() { 
 
                            public void onClick(View arg0) { 
                                // wenn route_rel_layout_hidden unsichtbar: 
                                // ändere Button-Hintergrund und  
          //setze RelativeLayout auf sichtbar 
                                if (route_rel_layout_hidden.getVisibility()  
      == View.GONE) { 
                                    route_rel_layout_hidden 
         .setVisibility(View.VISIBLE); 
                                    route_btn 
         .setBackgroundResource( 
         R.drawable.btn_expander_up); 
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                                } 
                                // andernfalls': 
                                // ändere Button-Hintergrund und  
          // setze RelativeLayout auf unsichtbar 
                                else { 
       route_rel_layout_hidden 
       .setVisibility(View.GONE); 
       route_btn 
       .setBackgroundResource( 
       R.drawable.btn_expander_down); 
                                } 
                            } 
                        }); 
 
                        // erzeuge Variable für Etappen-Text-ID 
                        int id_route_etappe_text =  
      getResources().getIdentifier("route_etappe_" +  
      i_string + "_text", "id", getPackageName()); 
                        TextView route_etappe_text =  
      (TextView) findViewById(id_route_etappe_text); 
 
                        // füge Inhalt der DB-Spalte  
      // 'Etappe_[i-4]_Text' ein 
      route_etappe_text.setText( 
      dbCursor.getString( 
      dbCursor.getColumnIndex("Etappe_" +  
      column_nr + "_Text"))); 
 
 
                        // entnimm Bild aus DB 
                        byte[] b =  
      dbCursor.getBlob(dbCursor.getColumnIndex("Etappe_"  
      + column_nr + "_Bild")); 
 
                        // wenn DB-Feld leer, also kein Bild vorhanden ist, 
                        // setze TableLayout auf unsichtbar  
      //(sonst Rahmen sichtbar) 
                        if (b == null) { 
                            // erzeuge Variable für Table-ID 
                            int id_table =  
      getResources().getIdentifier("route_table_" +  
      i_string, "id", getPackageName()); 
                            TableLayout table =  
      (TableLayout) findViewById(id_table); 
                            table.setVisibility(View.GONE); 
                        } 
                        else { 
                            // andernfalls entnimm Bild aus DB  
      //und dekodiere es 
                            Bitmap bitmap =  
      BitmapFactory.decodeByteArray(b, 0, b.length); 
 
                            // erzeuge Variable für Image-ID 
                            int id_etappe_image =  
      getResources().getIdentifier("route_image_" +  
      i_string, "id", getPackageName()); 
                            ImageView etappe_image =  
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      (ImageView) findViewById (id_etappe_image); 
                            // füge Bitmap in ImageView ein 
                            etappe_image.setImageBitmap(bitmap); 
 
                        } 
                    } 
               } 
            } 
         } 
        finally 
            { 
                if(db != null) { 
                    // schließe DB 
                    dbHelper.close(); 
                } 
            } 
 
    } 
     
    
   // farbliche Anpassung des Optionsmenü-Hintergrundes 
   protected void setMenuBackground(){ 
 
       Log.d("OptMenu", "Enterting setMenuBackGround"); 
       getLayoutInflater().setFactory( new Factory() { 
 
           @Override 
           public View onCreateView ( String name, Context context,  
  AttributeSet attrs ) { 
 
               if(  
      name.equalsIgnoreCase(  
      "com.android.internal.view.menu.IconMenuItemView" ) ) { 
 
                   try { 
                       LayoutInflater f = getLayoutInflater(); 
                       final View view = f.createView( name, null, attrs ); 
                       new Handler().post( new Runnable() { 
                           public void run () { 
                          view.setBackgroundResource( 
        R.drawable.menu_bg_color); 
                           } 
                       } ); 
                       return view; 
                   } 
                   catch ( InflateException e ) {} 
                   catch ( ClassNotFoundException e ) {} 
               } 
               return null; 
           } 
       }); 
   }   
} 
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public class CustomOverlay extends Overlay 
{ 
 private GeoPoint gp1; 
 private GeoPoint gp2; 
 private int mRadius=6; 
 private int mode=0; 
 private int defaultColor; 
 String text= ""; 
 Bitmap img = null; 
  
  
 // Konstruktor 
 public CustomOverlay (Context context) { 
  super(context); 
 } 
  
 // definiere Punkte, die verbunden werden sollen 
 public void setPoints (GeoPoint gp1, GeoPoint gp2, int mode) { 
     this.gp1 = gp1; 
     this.gp2 = gp2; 
     this.mode = mode; 
     defaultColor = 999; // no defaultColor 
 } 
  
 // definiere Punkte, die verbunden werden sollen und Farbe,  
 // in der gezeichnet werden soll 
 public void setPointsAndColor (GeoPoint gp1, GeoPoint gp2, int mode,  
 int defaultColor) { 
     this.gp1 = gp1; 
     this.gp2 = gp2; 
     this.mode = mode; 
     this.defaultColor = defaultColor; 
 } 
  
 // zeichnet Pfad 
 @Override 
 public void onDraw (Canvas canvas, MapView mapView) 
 { 
  Projection projection = mapView.getProjection(); 
    
  Paint paint = new Paint(); 
  paint.setAntiAlias(true); 
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  Point point = new Point(); 
  projection.toPixels(gp1, point); 
   
  // mode = 1 --> Startpunkt des zu zeichnenden Pfades 
  if(mode == 1) { 
    
   if(defaultColor == 999) { 
    paint.setColor(Color.RED); 
   } 
   else { 
    paint.setColor(defaultColor); 
   } 
    
   RectF oval=new RectF(point.x - mRadius, point.y - mRadius,  
   point.x + mRadius, point.y + mRadius); 
   // zeichne Kreis 
   canvas.drawOval(oval, paint);     
  } 
   
  // mode = 2 --> Pfad 
  else if(mode == 2) { 
    
   if(defaultColor == 999) { 
    paint.setColor(Color.RED); 
   } 
   else { 
    paint.setColor(defaultColor); 
   } 
    
   Point point2 = new Point(); 
   projection.toPixels(gp2, point2); 
   paint.setStrokeWidth(3); 
   paint.setAlpha(200); 
   // zeichne Linie zwischen Punkten 
   canvas.drawLine(point.x, point.y, point2.x,point2.y, paint); 
   } 
   
  // mode = 3 --> Endpunkt des Pfades 
  else if(mode == 3) { 
   
   if(defaultColor == 999) { 
    paint.setColor(Color.RED); 
   } 
   else  { 
    paint.setColor(defaultColor); 
   } 
    
   Point point2 = new Point(); 
   projection.toPixels(gp2, point2); 
   paint.setStrokeWidth(5); 
   paint.setAlpha(120); 
   canvas.drawLine(point.x, point.y, point2.x,point2.y, paint); 
   RectF oval=new RectF(point2.x - mRadius,point2.y - mRadius,  
   point2.x + mRadius,point2.y + mRadius); 
   // zeichne Kreis 
   paint.setAlpha(255); 
   canvas.drawOval(oval, paint); 
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  } 
 }  
 @Override 
 protected void onDrawFinished (final Canvas c, final MapView osmv) { 






















































public class Tour_Karte extends Activity implements LocationListener { 
   
 private MapView mapView; 
 private MapController mapController; 
 private ScaleBarOverlay mScaleBarOverlay; 
 private CustomSimpleLocationOverlay curPosOverlay; 
  
 public static LocationManager locationManager; 
 public static LocationListener locationListener; 
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 public static boolean requestLocation = false; 
 public static Button btnUserPos; 
  
 private static final String dbTable = "Touren"; 
 protected SQLiteDatabase db; 
 private final DataBaseHelper dbHelper = new DataBaseHelper(this); 
  
 final ArrayList<GeoPoint> bbList = new ArrayList<GeoPoint>(); 
 
 private boolean finish = false; 
 private boolean data; 
 private CustomProgressDialog progressDialog; 
 
    @Override 
    public void onCreate(Bundle icicle) { 
        super.onCreate(icicle); 
        // Layout zuweisen 
        setContentView(R.layout.tour_karte); 
         
        // ändere Hintergrundfarbe des Optionsmenüs 
        setMenuBackground(); 
   
    this.mapView =  
    (MapView) this.findViewById(R.id.tour_karte_mapview);  
        this.mapView.setTileSource(TileSourceFactory.MAPNIK); 
        this.mapController = this.mapView.getController(); 
        this.mapController.setZoom(1); 
 
         
    // Zoom-In-Button 
        Button btnZoomIn =  
   (Button) this.findViewById(R.id.tour_karte_btn_zoom_in); 
        btnZoomIn.setOnClickListener(new View.OnClickListener() { 
            public void onClick(View view) { 
                mapController.zoomIn(); 
            } 
 
        }); 
         
        // Zoom-Out-Button 
        Button btnZoomOut =  
   (Button) this.findViewById(R.id.tour_karte_btn_zoom_out); 
        btnZoomOut.setOnClickListener(new View.OnClickListener() { 
            public void onClick(View view) { 
                mapController.zoomOut(); 
            } 
 
        });    
         
        // Locate-User-Button 
        btnUserPos =  
   (Button) this.findViewById(R.id.tour_karte_btn_user_pos); 
        btnUserPos.setOnClickListener(new View.OnClickListener() { 
         public void onClick(View view) { 
           
          // wenn boolean-Variable requestLocation = false 
          if (!requestLocation) { 
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           locationManager = (LocationManager)  
    Tour_Karte.this.getSystemService( 
    Context.LOCATION_SERVICE); 
            
           // wenn GPS auf Smartphone deaktiviert ist: 
           // zeige Dialog mit Info 
           if(!locationManager.isProviderEnabled( 
    LocationManager.GPS_PROVIDER )) 
           { 
            final CustomDialog GPSDialog =  
     new CustomDialog(Tour_Karte.this); 
            GPSDialog.show(); 
            GPSDialog.customDialogBtn.setOnClickListener( 
     new View.OnClickListener() { 
                            public void onClick(View v) { 
                             GPSDialog.cancel(); 
                                } 
                            }); 
            GPSDialog.customDialogTitle.setText( 
     R.string.gps_settings); 
                         GPSDialog.customDialogText.setText( 
     R.string.gps_disabled); 
           } 
           // andernfalls: starte Lokalisierung 
           else { 
             
            requestLocation = true; 
             
            // ändere Button-Hintergrund 
            btnUserPos.setBackgroundResource( 
     R.drawable.btn_disable_cur_pos); 
             
            locationListener = Tour_Karte.this; 
             
            // aktualisiere Nutzer-Position aller 5000ms  
     // bzw. 100m 
                  locationManager.requestLocationUpdates( 
     LocationManager.GPS_PROVIDER, 5000, 100,  
     locationListener); 
                   
                  // füge CustomSimpleLocationOverlay  
     // curPosOverlay zu Karte hinzu 
                  Tour_Karte.this.curPosOverlay =  
     new CustomSimpleLocationOverlay(Tour_Karte.this); 
            Tour_Karte.this.mapView.getOverlays() 
     .add(curPosOverlay); 
                   
           } 
          } 
          // andernfalls: stoppe Lokalisierung 
          else { 
           requestLocation = false; 
            
           // ändere Button-Hintergrund 
           btnUserPos.setBackgroundResource( 
    R.drawable.btn_cur_pos); 
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           // entferne SimpleLocationOverlay mit Nutzer-Position 
           Tour_Karte.this.mapView.getOverlays() 
    .remove(curPosOverlay); 
           Tour_Karte.this.mapView.invalidate(); 
            
           // stoppe Lokalisierung 
           locationManager.removeUpdates(Tour_Karte.this); 
          } 
                 
            } 
 
        }); 
         
         
        progressDialog = new CustomProgressDialog(this); 
        progressDialog.show(); 
        progressDialog.customProgressDialogText.setText( 
    R.string.loading_route); 
         
        // zeige ProgressDialog während Routen aus DB gelesen werden 
        new Thread() { 
         public void run() { 
           
          // führe DrawRoute() aus, solange finish = false 
          while(!finish){ 
           // zeichne Route 
              DrawRoute(Color.RED, mapView);  
         
        // erzeuge und setze Maßstabsleiste für Karte 
        // (wird zum Schluss gemacht,  
    // damit Maßstableiste der oberste Overlay ist) 
              Tour_Karte.this.mScaleBarOverlay =  
      new ScaleBarOverlay(Tour_Karte.this);  
                 Tour_Karte.this.mScaleBarOverlay 
    .setScaleBarOffset(10, 320); 
              Tour_Karte.this.mapView.getOverlays() 
    .add(mScaleBarOverlay); 
          } 
          handler.sendEmptyMessage(0); 
         } 
        }.start(); 
 
            
    } 
 
     
    private Handler handler = new Handler() { 
  @Override 
  public void handleMessage(Message msg) { 
    
   // schließe ProgressDialog 
   progressDialog.dismiss(); 
    
   // wenn kml-Daten zu Route vorhanden: 
   if(data) { 
      // zoome an Route heran 
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      Tour_Karte.this.mapController.setZoom(13); 
      // berechne BoundingBox der GeopPoint-ArrayList bbList 
      BoundingBoxE6 bb = BoundingBoxE6.fromGeoPoints(bbList); 
      // setze Mittelpunkt der BoundingBox  
      //als Kartenmittelpunkt 
          Tour_Karte.this.mapController.setCenter(bb.getCenter()); 
          Log.d("MapView", "Center of BoundingBox: " +  
      bb.getCenter().getLatitudeE6() + "   " +  
      bb.getCenter().getLongitudeE6()); 
   } 
   // andernfalls: zeige Dialog mit Info 
   else { 
           final CustomDialog MapDialog =  
    new CustomDialog(Tour_Karte.this); 
             MapDialog.show(); 
             MapDialog.customDialogBtn.setOnClickListener( 
    new View.OnClickListener() { 
                 public void onClick(View v) { 
                         MapDialog.dismiss(); 
                     } 
                 }); 
             MapDialog.customDialogTitle.setText(R.string.sorry); 
             MapDialog.customDialogText.setText(R.string.no_data); 
         } 
  } 
 }; 
     
 // unterbreche das Laden der Route 
 public void finishLoadRoute() { 
  finish = true; 
 } 
  
 // Nutzer-Position hat sich verändert 
     public void onLocationChanged(Location location) { 
 
        if (location != null) { 
       
      // erzeuge GeoPoint mit aktueller Nutzer-Position 
      GeoPoint curPos =  
  new GeoPoint (location.getLatitude(), location.getLongitude()); 
       
      // zeige aktuele Nutzer-Position als Positionssignatur 
  // im SimpleLocationOverlay curPosOverlay 
      Tour_Karte.this.curPosOverlay.setLocation(curPos); 
      // bewege Kartenausschnitt zu aktueller Nutzerposition 
      Tour_Karte.this.mapController.animateTo(curPos); 
      Log.w("MapView", "current User Position: "  
  + curPos.getLatitudeE6()  
  + "   " + curPos.getLongitudeE6()); 
     } 
 
    } 
     
    public void onProviderDisabled(String provider) { 
    } 
     
    public void onProviderEnabled(String provider) { 
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    } 
     
    public void onStatusChanged(String provider, int status, Bundle extras) 
{ 
    } 
     
    protected boolean isRouteDisplayed() { 
     return false; 
    } 
     
    
    // bei Beenden der Activity 
    @Override  
    public void onDestroy() { 
     // wenn GPS noch aktiv ist: 
     // stoppe Lokalisierung 
     if (requestLocation) { 
      locationManager.removeUpdates(Tour_Karte.this); 
      requestLocation = false; 
     } 
     super.onDestroy(); 
    } 
 
   
  
     // Route in Karte zeichnen 
     private void DrawRoute(int color, MapView mMapView01) { 
 




     final Cursor dbCursor; 
      
     final ArrayList<OverlayItem> placemarks =  
     new ArrayList<OverlayItem>(); 
 
     // öffne DB 
     db = dbHelper.getDataBase(); 
     // DB-Abfrage: schreibe Inhalt des DB-Feldes KML des Datensatzes,  
     // bei dem Tour_Name mit sel_tour übereinstimmt,  
     // in Cursor dbCursor  
     dbCursor = db.rawQuery("SELECT KML FROM " + dbTable + " WHERE  
     Tour_Name = '" + TourenListe.sel_tour + "'", null); 
      
     startManagingCursor(dbCursor); 
     // bewge Cursor zu erstem Datensatz 
     dbCursor.moveToFirst(); 
     // Inhalt des Cursors 
     byte[] b = dbCursor.getBlob(dbCursor.getColumnIndex("KML")); 
      
     // wenn kml-Daten vorliegen 
     if (b != null) { 
       
      // schreibe kml-Daten in InputStream 
  InputStream is = new ByteArrayInputStream(b); 
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  DocumentBuilderFactory dbf =  
  DocumentBuilderFactory.newInstance(); 
  DocumentBuilder dbb = dbf.newDocumentBuilder(); 
  // erzeuge Document aus InputStream 
  doc = dbb.parse(is); 
  doc.getDocumentElement().normalize(); 
   
  // erzeuge NodeList mit allen LineString-Tags des Documents 
  NodeList LineStringNodeList =  
  doc.getElementsByTagName("LineString"); 
      Node LineStringNode = LineStringNodeList.item(0); 
      Element LineStringElement = (Element) LineStringNode; 
      // erzeuge NodeList mit allen coordinate-Tags der  
  // LineStringNodeList 
      NodeList CoordList =  
  LineStringElement.getElementsByTagName("coordinates"); 
      Element CoordElement = (Element) CoordList.item(0); 
      // schreibe Inhalte der Knoten aus CoordList in String path 
      String path = CoordElement.getFirstChild().getNodeValue(); 
 
      // splitte path bei auftretenden Leerzeichen auf  
  // und schreibe jeden Teil in String-Array pairs 
      // pairs enthält nun alle Koordinaten-Paare aus LineString 
      String [] pairs = path.split(" "); 
      // splitte pairs bei auftretenden Kommas auf, um einzelne  
  // Koordinatenwerte zu erhalten 
      // --> LngLatLineString[0]=Länge, LngLatLineString[1]=Breite,  
  // LngLatLineString[2]=Höhe 
          String[] LngLatLineString = pairs[0].split(",");  
          
          // schreibe Länge und Breite der ersten Koordinate  
      // in GeoPoint startGP 
          // --> Startpunkt der jeweiligen Route 
          GeoPoint startGP = new GeoPoint((int) 
      (Double.parseDouble(LngLatLineString[1])*1E6), 
      (int)(Double.parseDouble(LngLatLineString[0])*1E6)); 
          // füge der Karte ein Overlay mit Startpunkt hinzu  
          CustomOverlay mMyOverLay1 = new CustomOverlay (this); 
          mMyOverLay1.setPoints(startGP, startGP, 1); 
          mMapView01.getOverlays().add(mMyOverLay1); 
          
          GeoPoint gp1; 
          GeoPoint gp2 = startGP; 
          // füge Startpunkt zu ArrayList für Berechnung  
      // der BoundingBox hinzu 
          bbList.add(gp2); 
          
          // durchlaufe restliche Koordinaten 
          for(int i=1;i<pairs.length;i++) 
          { 
          // wenn es sich nicht um letzten Punkt handelt: 
          if (i != (pairs.length - 1)) { 
           // splitte pairs bei auftretenden Kommas auf, um einzelne  
   // Koordinatenwerte zu erhalten 
           // --> LngLatLineString [0]=Länge,  
   // LngLatLineString [1]=Breite, LngLatLineString t[2]=Höhe 
       // LngLatLineString = pairs[i].split(","); 
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           gp1 = gp2; 
           gp2 = new GeoPoint((int) 
       (Double.parseDouble(LngLatLineString[1])*1E6), 
       (int)(Double.parseDouble(LngLatLineString[0])*1E6)); 
            
           // füge der Karte ein Overlay mit Verbindungslinie  
       //zwischen letztem und aktuellen Punkt hinzu 
           CustomOverlay mMyOverLay2 = new CustomOverlay (this); 
           mMyOverLay2.setPointsAndColor(gp1, gp2, 2, color); 
           mMapView01.getOverlays().add(mMyOverLay2);  
           } 
          // andernfalls: 
          else { 
           // splitte pairs bei auftretenden Kommas auf, um einzelne  
   // Koordinatenwerte zu erhalten 
           // --> LngLatLineString [0]=Länge,  
   // LngLatLineString [1]=Breite, LngLatLineString [2]=Höhe 
           LngLatLineString = pairs[i].split(","); 
           gp1 = gp2; 
       gp2 =  
   new GeoPoint((int) 
   (Double.parseDouble(LngLatLineString[1])*1E6), 
   (int)(Double.parseDouble(LngLatLineString[0])*1E6)); 
         
       // füge der Karte ein Overlay mit Verbindungslinie  
   // (zwischen letztem Punkt und Endpunkt) 
   // und Endpunkt hinzu 
           CustomOverlay mMyOverLay3 = new CustomOverlay (this); 
       mMyOverLay3.setPoints(gp2, gp2, 3); 
       mMapView01.getOverlays().add(mMyOverLay3); 
          } 
          Log.d("LineString-Coordinates","pair:" + pairs[i]);  
           
          // füge aktuellen Punkt zu ArrayList für Berechnung  
  // der BoundingBox hinzu 
          bbList.add(gp2); 
         } 
 
          
     // erzeuge NodeList mit allen Point-Tags des Documents 
 NodeList PointNodeList = doc.getElementsByTagName("Point"); 
 
 // durchlaufe PointNodeList       
 for (int i=0; i < PointNodeList.getLength(); i++) { 
     
          Node PointNode = PointNodeList.item(i); 
          Element PointElement = (Element) PointNode; 
          // erzeuge NodeList mit allen coordinate-Tags der PointNodeList 
          NodeList PointCoordList =  
  PointElement.getElementsByTagName("coordinates"); 
          Element PointCoordElement = (Element) PointCoordList.item(0); 
          // schreibe Inhalt des Knotens aus PointCoordElement  
  // in String pair 
          String pair = PointCoordElement.getFirstChild().getNodeValue(); 
           
          // splitte pair bei auftretenden Kommas auf,  
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  // um einzelne Koordinatenwerte zu erhalten 
      // --> LngLatPoint[0]=Länge, LngLatPoint[1]=Breite,  
  // LngLatPoint[2]=Höhe 
          String[] LngLatPoint = pair.split(","); 
           
          // schreibe Länge und Breite der Koordinate  
  // in GeoPoint PlacemarkGP 
          GeoPoint PlacemarkGP =  
  new GeoPoint((int)(Double.parseDouble(LngLatPoint[1])*1E6), 
  (int)(Double.parseDouble(LngLatPoint[0])*1E6)); 
           
          // greife auf Eltern-Knoten der PointNodeList zu 
          Node PlacemarkNode = PointNodeList.item(i).getParentNode(); 
          Element PlacemarkElement = (Element) PlacemarkNode; 
           
          // erzeuge NodeList mit allen name-Tags von PlacemarkElement 
          NodeList NameList =  
  PlacemarkElement.getElementsByTagName("name"); 
          Element NameElement = (Element) NameList.item(0);  
          String PlacemarkName = null; 
           
          // versuche, auf Inhalt des name-Tags zuzugreifen  
  // und in String PlacemarkName zu schreiben 
          try { 
           PlacemarkName = NameElement.getFirstChild().getNodeValue(); 
          } 
 
          // falls NameElement leer ist: fange NullPointerException ab,  
  // sonst Error 
      catch(NullPointerException e) 
      { 
     e.printStackTrace(); 
      } 
           
      // wenn NameElement bzw. PlacemarkName nicht leer ist: 
          if(PlacemarkName != null) { 
           PlacemarkName = NameElement.getFirstChild().getNodeValue(); 
           Log.d("kml-Placemark", "Placemark-Name = " + PlacemarkName); 
            
           // erzeuge NodeList mit allen discription-Tags  
   // von PlacemarkElement 
       NodeList DescriptionList =  
   PlacemarkElement.getElementsByTagName("description"); 
           Element DescriptionElement =  
   (Element) DescriptionList.item(0); 
           String PlacemarkDescription; 
            
           // wenn DescritpionList die Länge 0 hat also leer ist: 
           if(DescriptionList.getLength() == 0) { 
            PlacemarkDescription = " "; 
           } 
           // andernfalls: 
           else { 
            // schreibe Inhalt des Knoten  
    // in String PlacemarkDescription 
            PlacemarkDescription =  
    DescriptionElement.getFirstChild().getNodeValue(); 
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                 Log.d("kml-Placemark", "PlacemarkDescription = " +  
    PlacemarkDescription); 
           } 
            
           // füge GeoPoint mit Koordinaten, Namen und Beschreibung  
   // des aktuellen Punktes zu ArrayList placemarks hinzu 
           placemarks.add(new OverlayItem(PlacemarkName,  
   PlacemarkDescription, PlacemarkGP)); 
           Log.d("Point-Coordinates","pair:" + pair); 
            
           // füge aktuellen Punkt zu ArrayList für Berechnung der 
   // BoundingBox hinzu 
           bbList.add(PlacemarkGP); 
          } 
 
         } 
          
   // erzeuge CustomItemizedOverlayWithFocus mit Markern für  
   // Placemarks der Routen 
           CustomItemizedOverlayWithFocus<OverlayItem> pmOverlay; 
          pmOverlay =  
   new CustomItemizedOverlayWithFocus<OverlayItem> ( 
    this,  
           placemarks,  
           getResources().getDrawable(R.drawable.map_marker),  
           new Point (13, 46), 
           getResources().getDrawable( 
    R.drawable.map_marker_focused_base), 
           new Point (10, 16), 
           Color.parseColor("#FFFFE6"), 
            new  
    ItemizedOverlay.OnItemGestureListener<OverlayItem>(){ 
           
            @Override 
                  public boolean onItemSingleTapUp(final int index,  
     final OverlayItem item) {    
              return true; 
                  } 
   
                  @Override 
                  public boolean onItemLongPress(final int index,  
     final OverlayItem item) { 
                          return false; 
                  } 
 
         }, new DefaultResourceProxyImpl(getApplicationContext())); 
          
         pmOverlay.setFocusItemsOnTap(true); 
 
         mMapView01.getOverlays().add(pmOverlay);            
          
         // kml-Daten zu Route vorhanden 
         data = true; 
         // Ladevorgang beenden 
         finishLoadRoute(); 
 
     } 
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     // andernfalls:  
  else { 
   // keine kml-Daten zu Route vorhanden 
   data = false; 
   // Ladevorgang beenden 
   finishLoadRoute(); 
  } 
  
  } 
  catch (MalformedURLException e) 
  { 
   e.printStackTrace(); 
  } 
   
  catch (IOException e) 
  { 
   e.printStackTrace(); 
  } 
   
  catch (ParserConfigurationException e) 
  { 
   e.printStackTrace(); 
  } 
   
  catch (SAXException e) 
  { 
   e.printStackTrace(); 
  } 
  finally 
     { 
         if(db != null) { 
           // DB schließen 
             dbHelper.close(); 
         } 
     } 
 } 
     
    // Options-Menü erzeugen 
    @Override 
    public boolean onPrepareOptionsMenu(Menu menu) { 
 
        menu.clear(); 
        menu.add(0, 0, 0, R.string.legend); 
        getMenuInflater().inflate(R.menu.opt_tour, menu); 
 
        return super.onPrepareOptionsMenu(menu); 
 
     } 
 
   // farbliche Anpassung des Optionsmenü-Hintergrundes 
   protected void setMenuBackground(){ 
 
       Log.d("OptMenu", "Enterting setMenuBackGround"); 
       getLayoutInflater().setFactory( new Factory() { 
 
           @Override 
           public View onCreateView ( String name, Context context,  
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  AttributeSet attrs ) { 
 
               if (  
   name.equalsIgnoreCase(  
   "com.android.internal.view.menu.IconMenuItemView" )) { 
 
                   try { 
                       LayoutInflater f = getLayoutInflater(); 
                       final View view = f.createView( name, null, attrs ); 
                       new Handler().post( new Runnable() { 
                           public void run () { 
                               view.setBackgroundResource( 
         R.drawable.menu_bg_color); 
                           } 
                       } ); 
                       return view; 
                   } 
                   catch ( InflateException e ) {} 
                   catch ( ClassNotFoundException e ) {} 
               } 
               return null; 
           } 
       }); 
   } 
} 
Anhang XXV 
Quellcode von tab_sel.xml 
LXXIV 




    <item android:top="63dp"> 
 
        <shape android:shape="rectangle"> 
            <solid android:color="@color/Olivgruen" /> 
        </shape> 
         
    </item> 
     
    <item android:left="2dp" android:right="2dp"> 
     
        <shape android:shape="rectangle">         
            <corners 
                android:bottomLeftRadius="0.1dp" 
                android:bottomRightRadius="0.1dp" 
                android:topLeftRadius="4dp" 
                android:topRightRadius="4dp" /> 
                 
            <gradient 
                android:angle="90" 
                android:startColor="@color/Hellgruen" 
                android:centerColor="@color/Olivgruen" 
                android:endColor="@color/Hellgruen"/> 
                 
            <stroke  
                android:width="1px" 
                android:color="@color/Olivgruen" />                 
        </shape> 
         
    </item> 
     
</layer-list> 
Anhang XXV 




















eines Fließtextes         
Verbergen  






























und  sein  ständiges  Interesse danken,  sowohl  im Hinblick  auf diese Diplomarbeit  als  auch darüber 
hinaus, was in einer fortführenden Zusammenarbeit resultiert. Vielen, vielen Dank dafür. 
Ebenso  geht ein  großes Dankeschön  an Peggy Thiemt, die mir bei den Programmierarbeiten  sehr 
hilfreich  und  produktiv mit  Rat  und  Tat  zur  Seite  stand  sowie  an  Stefan  Hahmann  für wertvolle 
Hinweise und Zusatzinformationen für den Inhalt meiner Diplomarbeit. 
Des Weiteren bedanke ich mich bei meinen Eltern und meiner Stiefmutter für ihre nicht abreißende 
Unterstützung,  ihr  ständiges  Interesse und  ihr Vertrauen  in mich;  bei Helen, Christian, Elena,  Elli, 
Norbert, Josi, Matthi und Giso für die wohltuenden, ablenkenden und unbeschwerten gemeinsamen 














vollkommen  selbständig  und  nur  unter  Benutzung  der  in  der  Arbeit  angegebenen  Literatur 
angefertigt habe. 
 
Pirna, den 28. April 2011              .................................... 
Eva Hauthal 
