Game development from the perspective of an independent developer by Antešić, Ivan
Univerza v Ljubljani
Fakulteta za racˇunalniˇstvo in informatiko
Ivan Antesˇic´
Razvoj racˇunalniˇske igre z vidika
neodvisnega razvijalca
DIPLOMSKO DELO
UNIVERZITETNI SˇTUDIJSKI PROGRAM
PRVE STOPNJE
RACˇUNALNISˇTVO IN INFORMATIKA
Mentor: izr. prof. dr. Narvika Bovcon
Ljubljana, 2018
Copyright. Rezultati diplomske naloge so intelektualna lastnina avtorja in
Fakultete za racˇunalniˇstvo in informatiko Univerze v Ljubljani. Za objavo in
koriˇscˇenje rezultatov diplomske naloge je potrebno pisno privoljenje avtorja,
Fakultete za racˇunalniˇstvo in informatiko ter mentorja.
Besedilo je oblikovano z urejevalnikom besedil LATEX.
Fakulteta za racˇunalniˇstvo in informatiko izdaja naslednjo nalogo:
Tematika naloge: Razvoj racˇunalniˇske igre z vidika neodvisnega razvijalca
V diplomskem delu opiˇsite proces razvoja racˇunalniˇske igre na lastnem pri-
meru. Nasˇtejte in kratko opiˇsite potrebna orodja za razvoj ter zakaj ste
izbrali ravno ta orodja. Podajte osnovne principe oblikovanja glavnih vi-
dikov racˇunalniˇskih iger (igralnosti, izgleda, zvoka, tehnolosˇke izvedbe) in
pojasnite odlocˇitve, ki ste jih sprejeli pri izdelavi svoje igre.

Kazalo
Povzetek
Abstract
1 Uvod 1
1.1 Pregled podrocˇja . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.1.1 Industrija . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.1.2 Gradivo . . . . . . . . . . . . . . . . . . . . . . . . . . 4
1.2 Metode razvoja programske opreme . . . . . . . . . . . . . . . 4
1.2.1 Agilne metode . . . . . . . . . . . . . . . . . . . . . . . 4
1.2.2 Izbrana metoda . . . . . . . . . . . . . . . . . . . . . . 5
2 Orodja 7
2.1 Igralni pogon - Unity . . . . . . . . . . . . . . . . . . . . . . . 7
2.2 Obdelava grafike - Pyxel Edit . . . . . . . . . . . . . . . . . . 9
2.3 Obdelava zvoka - Sfxr . . . . . . . . . . . . . . . . . . . . . . 11
3 Predprodukcija 15
3.1 Dokument z idejo igre . . . . . . . . . . . . . . . . . . . . . . 16
3.2 Dokument s konceptom igre . . . . . . . . . . . . . . . . . . . 17
3.2.1 Cilji . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.2.2 Motivacija igralca . . . . . . . . . . . . . . . . . . . . . 18
3.2.3 Ciljna skupina . . . . . . . . . . . . . . . . . . . . . . . 20
3.2.4 Zˇanr . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.2.5 Starostna ocena . . . . . . . . . . . . . . . . . . . . . . 23
3.2.6 Analiza konkurence . . . . . . . . . . . . . . . . . . . . 23
Shovel Knight . . . . . . . . . . . . . . . . . . . . . . . 24
Risk of Rain . . . . . . . . . . . . . . . . . . . . . . . . 24
Mnozˇica iger . . . . . . . . . . . . . . . . . . . . . . . . 24
3.2.7 Ostale tocˇke . . . . . . . . . . . . . . . . . . . . . . . . 25
3.3 Dokument z nacˇrtom igre . . . . . . . . . . . . . . . . . . . . 25
3.3.1 Igralnost . . . . . . . . . . . . . . . . . . . . . . . . . . 25
Temeljne igralne mehanike . . . . . . . . . . . . . . . . 26
Mehanike igralca . . . . . . . . . . . . . . . . . . . . . 27
Oblikovanje nivoja . . . . . . . . . . . . . . . . . . . . 28
Mehanike sovrazˇnikov . . . . . . . . . . . . . . . . . . 29
3.3.2 Zgodba . . . . . . . . . . . . . . . . . . . . . . . . . . 30
Struktura zgodbe . . . . . . . . . . . . . . . . . . . . . 30
Zgodba v moji igri . . . . . . . . . . . . . . . . . . . . 31
Krivulja zanosa . . . . . . . . . . . . . . . . . . . . . . 32
3.3.3 Vizualni slog . . . . . . . . . . . . . . . . . . . . . . . 34
Dolocˇanje sloga moje igre . . . . . . . . . . . . . . . . 34
Pixel art slog . . . . . . . . . . . . . . . . . . . . . . . 37
4 Produkcija 41
4.1 Tehnolosˇki vidik . . . . . . . . . . . . . . . . . . . . . . . . . . 41
4.1.1 2D igra v razvojnem okolju Unity . . . . . . . . . . . . 43
4.1.2 Simulacija prostorskih planov . . . . . . . . . . . . . . 48
4.1.3 Igralec . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
4.1.4 Nadgradnje . . . . . . . . . . . . . . . . . . . . . . . . 51
4.1.5 Sovrazˇniki . . . . . . . . . . . . . . . . . . . . . . . . . 52
4.1.6 Gospodar igre . . . . . . . . . . . . . . . . . . . . . . . 55
4.1.7 Uporabniˇski vmesnik . . . . . . . . . . . . . . . . . . . 56
4.2 Izgled . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
4.2.1 Omejitve . . . . . . . . . . . . . . . . . . . . . . . . . . 57
4.2.2 Risanje . . . . . . . . . . . . . . . . . . . . . . . . . . . 60
4.2.3 Animacija . . . . . . . . . . . . . . . . . . . . . . . . . 65
4.3 Zvok . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 65
4.3.1 Zvocˇni efekti . . . . . . . . . . . . . . . . . . . . . . . . 66
4.3.2 Glasba . . . . . . . . . . . . . . . . . . . . . . . . . . . 66
5 Zakljucˇne faze 69
5.1 Alfa faza . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 69
5.2 Beta faza . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 69
5.3 Zlata faza in poprodukcija . . . . . . . . . . . . . . . . . . . . 70
6 Zakljucˇek 71

Povzetek
Naslov: Razvoj racˇunalniˇske igre z vidika neodvisnega razvijalca
Avtor: Ivan Antesˇic´
Razvoj igre obsega veliko razlicˇnih podrocˇij - programiranje, principe racˇunal-
niˇske grafike in pripadajocˇe matematike. Poleg tega je igro potrebno ustrezno
oblikovati, tako igralno kot vizualno, ustvariti glasbeno spremljavo ter zvoke.
Pomembna sta tudi originalna ideja in kreativno razmiˇsljanje, da nasˇa igra
izstopa na trgu. Naloga neodvisnega razvijalca je, da poskrbi za vse vidike
igre in jih zdruzˇi v zanimivo celoto, ki pritegne ter obdrzˇi igralca. Diplomsko
delo demonstrira celoten proces razvoja racˇunalniˇske igre. Opisana so po-
trebna orodja in ustaljene razvojne faze ter zakaj in kako so bile uporabljene
pri kreiranju igre.
Kljucˇne besede: racˇunalniˇska igra, 2D racˇunalniˇska grafika, Unity, obliko-
vanje.

Abstract
Title: Game development from the perspective of an independent developer
Author: Ivan Antesˇic´
Game development covers a spectrum of different areas - if we want to create a
game we have to be a skillful programmer and be familiar with the principles
of computer graphics and its mathematical fundations. We also need to
design a game, both in terms of gameplay and visual style, create sound
effects and the soundtrack for the game. Having an original idea and thinking
creatively is also a key part of game development, so that our game stands
out from all others that are available on the market. An independent game
developer has to take care of all these aspects and join them together in
an interesting game that will attract and motivate our players. This work
demonstrates the process of creating a video game. It describes required
tools, standard game development steps and explains why and how they
were used during this process.
Keywords: computer game, 2D computer graphics, Unity, design.

Poglavje 1
Uvod
Racˇunalniˇske igre so me zanimale zˇe od otrosˇtva. So tudi eden izmed glav-
nih razlogov, da sem se odlocˇil za sˇtudij racˇunalniˇstva in informatike. V
okviru sˇtudija sem se seznanil z razvojem preproste igre, vendar ne z vsemi
pripadajocˇimi vidiki. Predvsem smo se usmerili na principe racˇunalniˇske 3D
grafike, v okviru diplomske naloge pa sem zˇelel spoznati sˇe ostale vidike, ki
vplivajo na igro kot celovit izdelek.
V okviru dimplomske naloge bom razvil lastno igro ter opisal proces ra-
zvoja z vidika neodvisnega razvijalca. Menim, da je tema aktualna, saj danes
bolj kot kadarkoli prej narasˇcˇa sˇtevilo iger, ki jih razvijajo neodvisni razvi-
jalci: zaradi dostopnosti tehnologije ima namrecˇ vsakdo s potrebnim znanjem
mozˇnost, da izda svojo igro.
Odlocˇil sem se za izdelavo plosˇcˇadne 2D igre - zˇanr, v katerem je igralec
omejen na premikanje v dveh dimenzijah, objekti so namesto iz 3D modelov
narejeni iz ploskih slicˇic, kamera pa nam omogocˇa stranski pogled na sceno.
Tipicˇen primer taksˇne igre je Super Mario Bros (Nintendo, 1985). Razlog
za taksˇno odlocˇitev sta preprostejˇsa izdelava in osebno zanimanje za starejˇse
2D igre. Koncˇna igra je objavljena na mojem profilu, na spletni strani itch.io
[1].
Diplomska naloga bo tako pilotna sˇtudija oz. demonstracija z vsemi fa-
zami in vidiki razvoja ter predstavitvijo potrebnih orodij. Ugotovitve iz
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diplomske naloge bodo koristile vsem, ki se lotevajo razvoja igre, saj poleg
predstavitve celotnega procesa opozorim tudi na pomembne podrobnosti.
1.1 Pregled podrocˇja
1.1.1 Industrija
Podrocˇje racˇunalniˇskih iger je zelo sˇiroko. Obsega vse od preprostih mobilnih
iger, ki so na voljo na spletnih trgovinah Google Play ali Apple App Store,
pa do vecˇ miljard vredne industrije, ki se lahko meri s filmsko industrijo.
Celotna filmska industrija (vkljucˇno z DVD, TV serijami, itd. ) je bila leta
2016 vredna 286.17 milijard dolarjev, cˇe se omejimo na kinematografe pa 38.3
milijard dolarjev [2]. V primerjavi je bila industrija iger leta 2017 v celoti
vredna 108.9 milijard dolarjev do leta 2020 pa je predvideno, da bo narasla
na 128.5 milijard dolarjev [3].
Ker je industrija iger tako narasla, se je povecˇala tudi velikost podjetij in
zalozˇnikov. Danes so igre, ki jih izdajajo nekatera podjetja, kot na primer
Activision ali Ubisoft, napredni tehnicˇni izdelki, ki jih razvijajo ekipe vecˇ sto
ljudi z razlicˇnimi znanji iz razlicˇnih podrocˇij. Te igre zahtevajo tudi veliko
cˇasa in denarja za razvoj.
Za lazˇjo predstavo vzemimo primer velikega podjetja, ki razvija veliko igro
(tako imenovano AAA igro - igro z napredno grafiko in ogromnim proracˇunom,
na primer igra GTA V, vidna na sliki 1.1). Za razvoj taksˇne igre potrebujemo
vsaj 400 zaposlenih in tri leta cˇasa. Zalozˇniki racˇunajo, da bo razvoj igre
stal povprecˇno 10000 dolarjev mesecˇno na zaposlenega. To vkljucˇuje placˇo,
najem prostorov, opremo in druge nepricˇakovane strosˇke. Tako za razvoj
porabimo 144 milijonov dolarjev in to brez uposˇtevanja cene oglasˇevanja, ki
je lahko enaka ali vecˇja od cene razvoja [4].
Seveda so to produkti, ki jih manjˇsa skupina neodvisnih razvijalcev z
manjˇsimi sredstvi ne more narediti. Kljub temu je v zadnjem cˇasu za-
radi dostopnosti tehnologije narastlo sˇtevilo neodvisnih razvijalcev - INDIE
(skrajˇsano angl. independent) razvijalcev, povecˇalo se je tudi povprasˇevanje
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Slika 1.1: Primer velike igre - GTA V (Rockstar North, 2013). Cena razvoja
igre je bila 137 miljonov, cena oglasˇevanja pa 128 miljonov dolarjev [5].
po igrah, ki jih razvijajo. Cˇeprav taksˇni razvijalci nimajo financˇne podpore
zalozˇnika, imajo ravno zaradi tega vecˇ kreativne svobode - prosti so, da na-
redijo taksˇno igro, kot si zˇelijo. Namesto visoko razvite tehnicˇne plati iger
se osredotocˇijo na originalne in zanimive ideje ter tako tekmujejo z vecˇjimi
produkcijami. Taksˇna igra je tudi Dwarf Fortress, (slika 1.2), napredna si-
mulacija fantazijskega sveta, ki sploh nima grafike - vse je predstavljeno z
ASCII znaki.
Slika 1.2: Primer INDIE igre - Dwarf Fortress. Igro razvijata brata Tarn
in Zach Adams le s pomocˇjo denarnih prispevkov igralcev, sicer pa je igra
zastonj [6].
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1.1.2 Gradivo
Zaradi velikega razmaha na tem podrocˇju je izsˇlo veliko knjig in cˇlankov, ki
opisujejo postopek razvoja igre. Ta dela se lahko osredotocˇijo na oblikovanje
ideje igre [7], pripadajocˇo matematiko [8], programiranje [9], pogone [10] ali
pa na celoten pregled razvoja [11] ter splosˇne nasvete glede izvedbe taksˇnega
obsezˇnega projekta [12]. Nekaj sorodnih diplomskih nalog so naredili zˇe moji
kolegi prejˇsnih let, nobeden od njih pa ni poskusil razviti racˇunalniˇske igre v
celoti in raziskati vseh pripadajocˇih vidikov in faz razvoja.
1.2 Metode razvoja programske opreme
Racˇunalniˇske igre se, kot vso ostalo programsko opremo, razvija po vnaprej
definiranih metodah razvoja [13]. Sˇe posebej so primerne agilne metode
razvoja programske opreme, namesto bolj linearnih, na primer slapovnega
modela.
1.2.1 Agilne metode
Agilne metode zˇelijo omogocˇiti prilagodljivost in sprotno resˇevanje proble-
mov. Osnovane so na vrednotah, dolocˇenih v Manifestu za agilni razvoj
programske opreme [14] :
1. Komunikacija in sodelovanje med razvijalci sta bolj pomembna kot in-
dividualno znanje posameznika, ki dela v samoti.
2. Delujocˇa programska oprema je bolj pomembna kot obsezˇna dokumen-
tacija, ki vzame veliko cˇasa in z nadaljevanjem projekta kmalu zapade.
3. Pomembno je vljkucˇiti uporabnika v razvojni cikel tako, da se produkt
lahko prilagaja med samim razvojem.
4. Agilne metode so bolj naravnane na to, da se hitro odzivajo na spre-
membe, kot pa da sledijo zacˇetnemu nacˇrtu.
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Dokumentacija in planiranje je sˇe vedno pomemben del agilnih metod,
vendar le toliko, da pomaga razvijalcem, ne da jih ovira. Bolj znane agilne
metode so na primer SCRUM, Kanban in AUP.
1.2.2 Izbrana metoda
Pri svoji igri sem se zgledoval po vrednotah agilnega razvoja programske
opreme. Nisem pisal obsezˇne dokumentacije, saj je kot edini razvijalec igre
nisem potreboval za sporocˇanje napredka in sprememb ostalim cˇlanom. Vse-
eno pa menim, da je dokumentacija pomembna, saj sem si z njo lazˇje zastavil
cilje in lastnosti igre, pomagala mi je predvsem pri oblikovanju igre. Torej
dokumentacijo sem pisal le takrat, ko mi je to koristilo, in ne samo zato, da
sem dokumentiral razvoj brez razloga.
Prav tako se nisem omejil na tocˇno dolocˇen model razvoja programske
opreme in natanko sledil pripadajocˇemu nacˇrtu. Ker sem se z razvojem iger
srecˇal prvicˇ, sem predvideval, da bom zagotovo naletel na ovire in zahteve,
ki jih na zacˇetku ne morem predvideti. Zato sem se odlocˇil za kombinacijo
iterativnega in inkrementalnega modela, kjer sem iterativno razvijal dolocˇen
vidik igre (npr. programiranje kontrol), ga postopoma nadgrajeval, vkljucˇil v
prototip in kasneje po potrebi spet iterativno nadgradil ta del. Ko sem opazil
problem, sem ga razresˇil in nadaljeval z novo iteracijo, morda tokrat z drugimi
cilji in zahtevami. Tako sem na naraven in fleksibilen nacˇin nadgrajeval
prototip igre z razlicˇnimi funkcionalnostmi, dokler nisem bil zadovoljen s
koncˇnim izdelkom.
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Orodja
Za razvoj igre je potrebne veliko razlicˇne programske opreme. V tem poglavju
bom opisal glavne lastnosti in namen orodij za kreiranje igralnosti, grafike in
zvoka ter zakaj sem se odlocˇil za izbrano orodje.
2.1 Igralni pogon - Unity
Najbolj pomembna programska oprema za razvoj igre je igralni pogon. Igralni
pogon je programsko ogrodje, ki razvijalcu omogocˇa vizualno uporabo vecˇ
orodij v integriranem razvijalskem okolju (angl. Integrated development en-
vironment - IDE). Ta orodja vsebujejo komponente, ki omogocˇajo funkcio-
nalnosti, ki jih potrebujejo razvijalci pri razvoju svoje igre [10]:
1. Graficˇni pogon za upodabljanje 3D ali 2D objektov v igri.
2. Fizikalni pogon za detekcijo trkov in simulacijo sil med objekti.
3. Podpora animiranja objektov.
4. Zvocˇni (avdio) pogon za predvajanje zvoka.
5. Skriptiranje za programiranje lastnosti objektov v igri.
6. Podpora za razlicˇna ciljna racˇunalniˇska okolja (Xbox, PlayStation, iOS,
Android, PC, Mac).
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Vse komponente in sam igralni pogon lahko razvijalci sprogramirajo sami,
kar v vecˇjih podjetjih tudi naredijo. Taksˇni pogoni vzamejo veliko cˇasa in
denarja za razvoj, tako da za manjˇso skupino neodvisnih razvijalcev ni pri-
merno, da naredijo svoj pogon. Ponavadi taksˇna skupina uporabi zˇe vnaprej
narejen igralni pogon in v njem razvije zˇeleni produkt.
V cˇasu pisanja te diplome je na voljo kar nekaj taksˇnih splosˇnih igralnih
pogonov. Nekateri niso na voljo splosˇni javnosti ampak samo podjetjem, ki
so ga razvili. Tak je na primer igralni pogon imenovan id Tech, ki ga je
razvilo podjetje id Software, na voljo je le razvijalcem, ki spadajo v skupino
ZeniMax Media. Med tistimi, ki so prosto dostopni (po razlicˇnih licencah),
so najbolj znani Unity[15], Unreal Engine [16], Game Maker [17] in Cry En-
gine [18]. Za razvoj svoje igre sem se odlocˇil, da bom uporabil pogon Unity.
Pogon Unity je od svojega izida leta 2005 pa do danes postal najbolj
razsˇirjen pogon v industriji iger. V lasti ima 45% trga racˇunalniˇskih pogonov,
uporablja pa ga vecˇ razvijalcev kot katerikoli drug pogon [19]. Cˇeprav je
verjetno velik delezˇ iger, razvitih z Unity, preprostih mobilnih iger, obstajajo
tudi igre, ki so jih izdelala velika podjetja, kot na primer Activision Bllizard
(HearthStone) in Obsidian Entertainment (Pillars of Eternity).
Pogon je v industriji zelo razsˇirjen. Velik vpliv na to ima dejstvo, da
je bil pogon Unity prvi izmed nasˇtetih pogonov, ki je imel na voljo brez-
placˇno licenco ter si je tako zagotovil velik delezˇ neodvisnih uporabnikov.
Velika skupnost omogocˇa lazˇjo uporabo, sˇe posebej zacˇetnikom, saj lahko
morebitno tezˇavo razresˇiˇs z vprasˇanjem na uradnem forumu Unity Answers.
Unity ima tudi najvecˇjo spletno trzˇnico sredstev (angl. Asset Store), kjer
lahko kupujemo in prodajamo sredstva (angl. assets) - razlicˇne vsebine, ki
so jih naredili drugi uporabniki, ki lahko novemu razvijalcu prihranijo cˇas
in olajˇsajo delo. Uporabniku prijazna je tudi obsezˇna dokumentacija orodij,
jezika in ucˇnih videov. Uporabniˇski vmesnik, prikazan na sliki 2.2, omogocˇa
preprosto kreiranje in spreminjanje lastnosti objektov.
Cˇeprav s pogonom ni mozˇno narediti tako napredne grafike kot s Cry
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Enginom in nima vseh specialnih orodij za kreiranje 2D igre, ki jih ima Ga-
meMaker Studio, ter nima toliko funkcionalnosti kot Unreal Engine, je glavna
prednost Unity pogona njegova splosˇnost. Je primeren za vse vrste iger, saj
tudi cˇe nima dolocˇene funkcionalnosti, ki bi pomagala razvijalcu, jo morda
lahko najdemo na trzˇnici sredstev ali pa jo zaradi intuitivnega urejevalnika
in dobro zasnovane arhitekture dodamo v pogon sami. Razvito igro lahko
brez spreminjanja izdamo na vecˇ kot 25 racˇinalniˇskih okoljih vkljucˇno s PC,
Mac, Android, iOS, PS4 in Xbox One, kar je zelo koristno pri prodaji izdelka.
Skriptiranje je mozˇno v jeziku C# ali pa v JavaScriptu, cˇeprav se podpora
za ta jezik ukinja.
Za pridobitev pogona je na voljo vecˇ licenc: Unity Personal je zastonj-
ska razlicˇica, ki jo podjetje lahko uporablja le, cˇe zasluzˇi manj kot 100.000
dolarjev letno. Naslednja razlicˇica se imenuje Unity Plus, ki stane 35 dolar-
jev mesecˇno in ima dostop do funkcionalnosti, s katerimi sledimo zmoglji-
vosti aplikacije, ki jo razvijamo. To razlicˇico lahko uporabljamo, dokler ne
presezˇemo 200.000 dolarjev dobicˇka letno. Zadnja razlicˇica je Unity Pro, ki
za ceno 125 dolarjev mesecˇno omogocˇa dodatne funkcionalnosti, kot so delo
v oblaku, podpora vecˇjega sˇtevila spletnih igralcev in nakupovanja v igri, itd.
Ta razlicˇica nima omejitve na zasluzˇek podjetja.
Zaradi nasˇtetih lastnosti se mi je pogon Unity zdel najboljˇsa odlocˇitev
za razvoj moje igre. Osnovna razlicˇica je zastonj, dodatne funkcionalnosti
ostalih razlicˇic pa niso tako pomembne za razvoj nacˇrtovane igre. Igre ne
bom prodajal, zato me ne skrbi, da bi presegel pogoje licence. Pritegnilo me
je tudi dejstvo, da podpira skriptiranje v uveljavljenem
”
pravem“ program-
skem jeziku, kot je C#. Imel sem znanje programiranja v C in C++, s tem
projektom pa bi pridobil sˇe izkusˇnje s C#.
2.2 Obdelava grafike - Pyxel Edit
Pri razvoju igre so pomembna tudi orodja za obdelavo grafike. Potrebujemo
jih za razlicˇne naloge, na primer za risanje ozadij in tekstur za 3D modele,
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Slika 2.1: Uporabniˇski vmesnik Unity 2017.1. Zasnovan je tako, da se v
njem lahko premikamo kot v obicˇajni prvoosebni igri, s klikom na objekt pa
dobimo na razpolago vse njegove lastnosti in parametre.
z njimi kreiramo vizualni slog in izgled koncˇnega produkta. Sam bom po-
treboval orodje, ki mi bo predvsem omogocˇalo hitro in ucˇinkovito risanje 2D
rasterskih slik z majhno locˇljivostjo, ki bodo predstavljale objekte na zaslonu.
V racˇunalniˇski grafiki je taksˇen tip slike imenovan
”
sprite“. Za obdelavo gra-
fike sem se odlocˇil za uporabo orodja Pyxel Edit [11].
Pyxel Edit [20] je ena od aplikacij, posebej namenjenih kreiranju spritov
nizke locˇljivosti v slogu Pixel Art (opisan v poglavju 3.3.3 Vizualni slog).
Aplikacijo je razvil Daniel Kvarfordt, licenca pa je na voljo za placˇilo 9 do-
larjev. Vsebuje orodja, s katerimi je to delo olajˇsano in ucˇinkovito:
1. Orodje za kreiranje plosˇcˇic (angl. tiles), s katerimi nato v igralnem
pogonu gradimo okolje.
2. Orodje za kreiranje animacij. V urejevalniku medtem, ko riˇsemo posa-
mezne slicˇice, zˇe vidimo predogled animacije.
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3. Podpira vecˇ nacˇinov izvoza koncˇnih slicˇic - v posameznih datotekah
ali pa vse na eni sliki z dolocˇenim razmakom. To uporabniku prihrani
ogromno cˇasa pri uvazˇanju teh istih slik v igralni pogon.
4. Orodje za barvne palete omogocˇa, da naredimo svojo barvno paleto ali
pa izberemo barve, ki nam jih priporocˇa program glede na izbrani slog.
5. Vsa ostala orodja so prilagojena kreiranju grafike v Pixel art slogu.
Poleg tega je uporabniˇski vmesnik podoben tistemu v Photoshopu, tako da
sem lahko prenesel svoje znanje in izkusˇnje s Photoshopom v Pyxel Edit ter
nemudoma postal domacˇ z urejevalnikom. Te lastnosti in cena licence so me
prepricˇale, da sem izbral Pyxel Edit kot aplikacijo za obdelavo grafike v moji
igri.
Slika 2.2: Uporabniˇski vmesnik orodja Pyxel Edit.
2.3 Obdelava zvoka - Sfxr
Zvok je eden od pomembnih delov igre. Obstaja vecˇ orodij, namenjenih iz-
delavi zvocˇnih efektov ali glasbe. Med njimi sta razsˇirjena FL Studio [21],
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orodje namenjeno izdelavi skladb, in Audacity [22], s katerim lahko urejamo
posnete zvoke. Ker ne bom ustvaril lastne glasbene spremljave in sam posnel
zvocˇnih efektov, sem se odlocˇil za uporabo preprostejˇsega orodja Sfxr.
Sfxr je leta 2007 razvil Tomas Pettersson, da bi omogocˇil udelezˇencem iz-
ziva Ludum Dare (tekmovanje, kjer morajo razvijalci narediti igro v 48 urah)
hiter nacˇin generiranja preprostih zvocˇnih efektov. Program je kmalu postal
priljubljen med neodvisnimi razvijalci zaradi brezplacˇne licence in ucˇinkovite
ter preproste uporabe. Uporabljajo ga marsikatere uspesˇne igre, na primer.
Spelunky in Tiny Barbarian.
Sfxr je virtualni modularni sintetizator - orodje, kjer s spreminjanjem pa-
rametrov zvocˇnega signala generiramo razlicˇne zvoke. Najprej izberemo eno
izmed treh valovnih oblik signala, npr. sinusoido (mozˇna je tudi izbira sˇuma),
ter nato spreminjamo amplitudo, frekvenco, hitrost in uporabimo razlicˇne fil-
tre, s katerimi spreminjamo obliko signala in poslusˇamo nastale zvoke. Cˇe
ne zˇelimo nastavljati parametrov vsakega posebej, lahko izberemo tudi ge-
neratorje, ki imajo vnaprej dolocˇene omejitve pri spreminjanju parametrov,
in tako nakljucˇno produciramo zvoke, podobne efektom za eksplozijo, strel,
skok in podobno. Ko smo zadovoljni z zvokom, ga lahko shranimo ali izvo-
zimo v WAV format in ga kasneje dodamo v igro. Orodje je na voljo kot
spletna aplikacija ali namizna aplikacija za macOS in Windows operacijske
sisteme.
Uporabniˇski vmesnik je prikazan na sliki 2.3.
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Slika 2.3: Uporabniˇski vmesnik sfxr orodja.
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Poglavje 3
Predprodukcija
Razvoj igre poteka po razlicˇnih metodologijah razvoja in vsebuje razlicˇne ko-
rake, odvisno od skupine razvijalcev ter njihovega nacˇina dela. Kljub temu
razvoj iger v industriji vecˇinoma poteka po ustaljenih fazah razvoja. Vsaka
faza se osredotocˇa na dolocˇene cilje, ki jih moramo izpolniti, preden nadalju-
jemo z naslednjo fazo. Taksˇen strukturiran pristop pripomore k obvladljivosti
projekta.
Verjetno najpomembnejˇsa in hkrati tudi najtezˇja faza razvoja igre je pred-
produkcija. Cˇeprav v tej fazi ne razvijamo igre neposredno (nasˇe delo v tej
fazi ne bo vidno v koncˇnem produktu), je predprodukcija bistvenega po-
mena. Z razmiˇsljanjem, odgovarjanjem na kljucˇna vprasˇanja ter testiranjem
dolocˇimo osnovno idejo igre, ki jo postopoma nadgrajujemo. Po koncˇani
predprodukciji imamo v dokumentaciji definirane zahteve za fazo produk-
cije, nacˇrt, kako jih uresnicˇiti ter prototip, s katerim dokazˇemo, da je nasˇa
ideja izvedljiva in privlacˇna.
Razvijalci vecˇjih iger tekom predprodukcije napiˇsejo vsaj tri kljucˇne do-
kumente: dokument z idejo igre (angl. High concept document), dokument
s konceptom igre (angl. Concept document) in tako imenovani dokument
z nacˇrtom igre (angl. Game Design Document - GDD). Vsak dokument
zahteva odgovore na dolocˇena kljucˇna vprasˇanja in opiˇse igro na postopoma
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bolj podroben nacˇin. Uporabljajo se predvsem za porocˇanje zahtev razlicˇnim
cˇlanom razvijalske ekipe. Poleg tega sluzˇijo kot predloga zalozˇnikom, ki se
morajo odlocˇiti, ali bodo idejo financˇno podprli. Treba je pripomniti, da se
lahko vsebina in naslov dokumentov rahlo razlikujeta pri razlicˇnih podjetjih.
Tako lahko v razlicˇnih literaturah zasledimo, da dokument ideje obsega do
4 strani, medtem ko je drugje ista vsebina locˇena na dva dokumenta. Kljub
temu smisel in vsebina dokumentov ostajata ista.
Pri razvoju igre mi ne bo treba prepricˇati zalozˇnika ali porocˇati zahtev
drugim razvijalcem. Vseeno pa sem v fazi predprodukcije sledil kljucˇnim
tocˇkam teh treh dokumentov, saj sem tako lazˇje razvil svojo zacˇetno idejo.
Tako bom na konkretnem primeru predstavil, kako poteka proces oblikovanja
igre, ki je eden od glavnih vidikov razvoja igre.
3.1 Dokument z idejo igre
Dokument ideje na kratko opiˇse bistvo igre. Namen dokumenta je, prite-
gniti pozornost in zanimanje za idejo, ki bi lahko postala dobra igra. Ker
imamo na zacˇetku veliko idej, je dokument kratek - ponavadi dva stavka, kjer
odgovorimo na kljucˇne tocˇke dokumenta:
1. Cilj igre.
2. Zˇanr igre.
3. Glavne zanimivosti, ki bodo pritegnile igralca.
Dokument ideje si lahko predstavljamo kot nekaj, kar bi napisali za oglas
igre. Dokument ideje moje igre, bi lahko bil:
”
2D Pixel art igra, kjer se kot sˇkrat boriˇs proti posˇasti iz globin. Bodi
pazlijv, da v zameno za mocˇ ne zˇrtvujesˇ necˇesa bolj pomembnega ...“
V tem kratkem opisu je lahko razbrati, da gre za zˇanr akcijske 2D igre
z vizualnim slogom Pixel arta. Cilj igre se je v vlogi sˇkrata boriti proti
sovrazˇnikom. Na koncu je tudi namig na glavno zanimivost igre - sistem
odlocˇitev in posledic.
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3.2 Dokument s konceptom igre
Ko dolocˇena ideja pritegne zanimanje, je potrebno napisati dokument kon-
cepta. Namen tega dokumenta je, podrobneje predstaviti igro in razviti
osnovno idejo iz prejˇsnjega dokumenta. Potrebno je opisati tudi, komu je
igra namenjena in zakaj bi bila igra konkurencˇna ostalim, podobnim igram na
trgu. Ponavadi se dokument koncepta preda zalozˇniku (ki mu je zˇe vsˇecˇ ideja
igre), ki se nato odlocˇi, ali bo podprl razvoj igre. Uporaben je tudi za pred-
stavitev igre ostalim cˇlanom razvojne ekipe, saj se vcˇasih razvoj zacˇne pred
odobritvijo zalozˇnika. Dokument je dolg okoli 10 strani in vsebuje sledecˇe
tocˇke.
3.2.1 Cilji
Med razvojem igre ne smemo prevecˇ zaiti od vizije, ki jo zˇelimo uresnicˇti.
Sprememba fokusa igre lahko podaljˇsa cˇas razvoja in unicˇi nacˇrt, ki smo ga
naredili v predprodukciji. Na koncu taksˇna igra postane nezanimiva zmes
razlicˇnih igralnih mehanik, ki niso povezane v celoto. Zato je pomembno,
da se v fazi predprodukcije dolocˇijo cilji igre - kaksˇen ton bo imela igra in
kaksˇne obcˇutke ima namen vzbuditi v igralcu. To ne pomeni, da med ra-
zvojem ni dovoljeno spremeniti nekaterih oblikovnih odlocˇitev, cˇe se izkazˇejo
za neuspesˇne. Seznam ciljev nam pomaga, da kljub spremembam ohranimo
prvotno vizijo in obcˇutek igre.
Cilji moje igre so:
1. Vzdusˇje temacˇne pravljice. Bolj podobno Grimmovim in slovanskim
pravljicam kot Disneyevim. Postopno odkrivanje informacij o svetu, ki
se razlikuje od klasicˇne fantazije v stilu Tolkiena. Svet je preprostejˇsi,
vendar bolj divji in barbarski.
2. Nenavadno okolje in izgled sveta. Kontrast zˇivih barv s popolnoma
cˇrnim ozadjem. Barvit, retro vizualni stil, ki je kvalitetnejˇsi kot vecˇina
konzolnih iger devedesetih let, po katerih se zgleduje.
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3. Arkadno nasilje brez krvi, vendar z zanimivimi animacijami, ki dajo
igralcu obcˇutek zadovoljstva med bojevanjem. Ne sme biti realisticˇno
ali depresivno.
4. Napeti trenutki bojevanja v kontrastu z mirnim oddihom po tezˇkem
izzivu.
5. Obcˇutek mocˇi in napredovanja, ki sprozˇi zˇeljo po nadaljnem igranju in
radovednost po odkrivanju nadgradenj.
6. Preprosta, kratka igra.
3.2.2 Motivacija igralca
V tej tocˇki je potrebno opisati, kaj bo motiviralo igralca, da ne bo izgubil
zanimanja med igranjem. Kaksˇne lastnosti in mehanike ima igra, da v igralcu
vzbudi zˇeljo po igranju nasˇe igre?
Razlicˇni ljudje igrajo igre zaradi razlicˇnih razlogov. Z napredovanjem teh-
nologije in popularnostjo so igre postale kompleksnejˇse in privlacˇijo igralce,
ki jih zanimajo razlicˇni vidiki igranja. Raziskovalci so s preucˇevanjem odziva
igralcev med igranjem odkrili ponavljajocˇe se vzorce cˇustev, obnasˇanja in
zadovoljstva. Na osnovi teh spoznanj so bile narejene tipologije, s katerimi
klasificiramo razlicˇne igralce.
Tipologije slonijo na psiholosˇkih modelih, kot je Mayers-Briggs Type Indi-
ticator (MBTI) in uporabljajo nova odkritja iz nevrobiolosˇkih raziskav. Ena
izmed novejˇsih tipologij je BrainHex model [23], ki definira 7 razlicˇnih tipov
igralcev:
1. Iskalec (angl. Seeker) je tip igralca, ki ga motivira raziskovanje sveta
igre. Procesiranje zaznavnih informacij in uporaba dela mozˇganov, na-
menjenega asociacijam ter spominu (hipokampus), sprosˇcˇa endomor-
fine. Ti nato sprozˇijo center za uzˇitek, ki vzbudi zadovoljstvo v igralcu.
2. Prezˇiveli (angl. Survivor) je igralec, ki uzˇiva v obcˇutku straha. Strah
in napete situacije povzrocˇijo sprosˇcˇanje adrenalina, ki okrepi ucˇinke
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dopamina - hormona, ki se sprosti, ko se napeta situacija koncˇa in
povzrocˇi obcˇutek zadovoljstva ter oddiha ob koncˇani nevarnosti.
3. Drznezˇ (angl. Daredevil) je podoben tipu prezˇiveli. Razlikuje se v
kolicˇini strahu, ki ga igralec obcˇuti - namesto v strahu in terorju, igralec
uzˇiva v napetih situacijah ter nadzorovanih tveganjih.
4. Organizator (angl. Mastermind) rad resˇuje uganke in probleme. Ob
tem obcˇuti zadovoljstvo zaradi blizˇine centra za odlocˇanje in centra za
uzˇitek.
5. Zavojevalec (angl. Conqueror) v igri iˇscˇe zahtevne izzive. Soocˇanje z
izzivi sprosti adrenalin in noradrenalin v sklopu instinktivnega odziva
borba-beg. Po uspesˇnem koncˇanju izziva mozˇgani obcˇutijo zadovolj-
stvo.
6. Druzˇabnezˇ (angl. Socializer) je tip igralca, ki iˇscˇe pozitivno interakcijo
z drugimi igralci. Med interakcijo se v centru za socializacijo, sprozˇi
nevrotransmiter, povezan z zaupanjem. Cˇe oseba ustvari druzˇabno
vez z drugim igralcem, ob tem cˇuti zadosˇcˇenje ali jezo, cˇe je njegovo
zaupanje izdano.
7. Dosezˇkar (angl. Achiever) obcˇuti zadovoljstvo ob dosegu cilja v igri.
Ni pomembno, ali je cilj zahteven ali lahek, vsakicˇ, ko je dolocˇen cilj
dosezˇen, se sprosti hormon dopamin. To lahko vodi v obsesivno iskanje
in koncˇanje vseh nalog in ciljev, ki jih ima igra na voljo.
Cˇe smo seznanjeni s tipologijo igralcev, lahko svojo igro lazˇje oblikujemo, saj
vemo, katere lastnosti igre motivirajo dolocˇen tip igralcev.
Moja igra bo imela tri glavne lastnosti, ki bodo motivirale igralca na
razlicˇne nacˇine. S svojo atmosfero bo igra omogocˇala igralcem, da se vzˇivijo
in raziskujejo ta svet. To bi motiviralo predvsem igralce tipa iskalec.
Igralce bo motiviral bojevalni sistem. Igra bo postopoma zviˇsevala zah-
tevnost, kar bo motiviralo igralce, da premagajo nove izzive in se domislijo
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novih strategij, ki jim bodo pri tem pomagale. Te motivacije ustrezajo pred-
vsem igralcem tipa zavojevalec in organizator, v nekaterih situacijah tudi
drznezˇu.
Igra bo po uspesˇnem izzivu igralcu za nagrado darovala razlicˇne nad-
gradnje. To bo gnalo igralcˇevo zˇeljo po napredovanju in sprozˇilo obcˇutek
zadovoljstva, ko bo z novo pridobljenimi mocˇmi z lahkoto premagal prejˇsnje
sovrazˇnike. To ugaja tipu dosezˇkar in okrepi motivacije tipov iskalec (odkri-
tje nove informacije o fantazijskem svetu), zavojevalec (obcˇutek vecˇje mocˇi)
in organizator (nova orodja za premagovanje problemov).
3.2.3 Ciljna skupina
Danes igre niso vecˇ omejene na mladostnike in otroke, ampak so postale
razsˇirjen nacˇin zabave za ljudi razlicˇnih demografskih skupin. Kar 71% pre-
bivalcev ZDA, starih od 6 do 49 let, redno igra igre. Leta 2016 je bila v ZDA
povprecˇna starost igralcev 35 let. Igre niso omejene glede na spol, 41% vseh
igralcev je zˇensk. Z leti bodo te sˇtevilke sˇe narasle, saj igralci odrasˇcˇajo,
tehnologija in posledicˇno industrija iger pa napredujeta [24].
Vendar vsi igralci ne igrajo istih iger. Ena od preprostejˇsih locˇitev igralcev
je na tako imenovane obcˇasne (casual) in resne (hardcore) igralce. Posledicˇno
so razlicˇne tudi igre, ki ciljajo na razlicˇno skupino. Vendar je pri oblikovanju
iger potrebno uposˇtevati vecˇ dejavnikov, kot jih ponuja ta preprosta delitev.
Eden od demografskih dejavnikov je spol. Kljub izjemam, vecˇina zˇensk
igra preproste mobilne igre, s katerimi se lahko, v prostem cˇasu, zamotijo za
nekaj minut. Prav tako so pri zˇenskah priljubljene konzole, kot je Nintendo
Wii, ki z globinsko kamero omogocˇajo igranje razlicˇnih fizicˇnih aktivnosti, na
primer tenis ali jogo.
Sˇe bolj kot spol na izbiro iger vpliva starost igralca. Tako so igre, name-
njene majhnim otrokom, preprostejˇse in morajo ustrezati dolocˇenim omeji-
tvam. Poleg tega je mozˇno posplosˇiti lastnosti in vrednote razlicˇnih generacij.
Igralcem, ki so odrasˇcˇali v cˇasu interneta, je tako pomebno, da imajo igre
spletno povezavo, kjer lahko delijo svojo izkusˇnjo z vrstniki. Starejˇse igralce,
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ki so odrasˇcˇali v devetdesetih letih, privlacˇi retro izgled igre, ki jih nostalgicˇno
spominja na otrosˇtvo. Sˇe starejˇsim igralcem verjetno nista tako pomembna
spletna povezava in izgled igre, ampak miselni izziv, ki ga predstavlja igra.
Poleg demografskih dejavnikov so pomembni tudi psihografski - kaksˇno
osebnost in motivacije ima igralec (opisano v poglavju 3.2.2 Motivacija igralca)
ter geografski dejavniki. Geografska lokacija igralcev vpliva na lastnosti trga
v dolocˇeni regiji. Kitajski trg iger je osredotocˇen na brezplacˇne MMO (mas-
sively multiplayer online games) spletne igre. Igralci v teh igrah obicˇajno
ponavljajo iste naloge, kar bi se igralcem evropskega trga zdelo dolgocˇasno.
V Juzˇni Koreji prevladujejo spletne igre na osebnih racˇunalnikih, medtem
ko je na japonskem najvecˇji del trga iger namenjen konzolam. Regija vpliva
tudi na lokalizacijo iger. Da lahko igro prodajamo na razlicˇnih trgih, jo je
potrebno prevesti, vcˇasih pa tudi spremeniti vsebino. V Nemcˇiji je, na pri-
mer, prepovedana prodaja zelo nasilnih iger ali iger, ki vsebujejo nacisticˇne
simbole.
Jasno je, da posamezna igra ne bo ustrezala zahtevam in zˇeljam vseh
igralcev. Zato je potrebno, na podlagi opisanih dejavnikov, dolocˇiti ciljno
skupino igralcev, ki jim bo igra namenjena.
Ciljna skupina igre, ki sem jo razvil v diplomski nalogi, so igralci stari
od 20 do 35 let, ki so v mladosti igrali klasicˇne 2D Super Nintendo igre,
kot so Castlevania ali Ninja Gaiden. Sedaj, ko so odrasli, zˇelijo igrati igro
podobnega izgleda z novimi, zanimivimi igralnimi mehanikami. Igra bo v
anglesˇkem jeziku, imela bo elemente klasicˇne, zahodne fantazijske zgodbe,
zato bo namenjena predvsem zahodnemu trgu (Evropa, Severna Amerika).
3.2.4 Zˇanr
Izbira zˇanra za igro je pomemben del oblikovanja. Zˇanri v igrah so definirani
glede na nacˇin igranja in ne po zgodbi ter vzdusˇju, kot pri filmih ali knjigah.
Zˇanr vpliva na ciljno racˇunalniˇsko okolje, za katero razvijamo igro, na ciljno
skupino, ki jo bo igrala in celo na prodajo igre. Nekateri zˇanri so v dolocˇenem
cˇasu bolj popularni kot drugi. Tako so v cˇasu pisanja diplome popularne
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prezˇivetvene igre, medtem ko so bile konec devetdesetih na vrhuncu stratesˇke
igre. Zalozˇniki so skepticˇni podpreti igro v zˇanru, ki se v kratkem ni izkazal
za zelo priljubljenega, kar se odrazˇa v nasicˇenosti podobnih iger na trgu.
Vendar zˇanr ne predstavlja omejitev, ampak osnovno ogrodje in prirocˇno
orodje, s katerim lahko opiˇsemo stil igranja nasˇe igre. Nenazadnje je vsak
zˇanr posledica originalne igre, ki je postala tako uspesˇna, da so njene igralne
mehanike postale ustaljen koncept pri igranju in oblikovanju iger. Primer
je igra Doom, ki je izsˇla leta 1993 in bila ena prvih prvoosebnih iger, kjer
ima igralec mozˇnost streljanja. Podobne igre, ki so posnemale Doom, so bile
znane kot
”
Doom-clones“, dokler se ni uveljavilo ime za nov zˇanr - prvoosebna
strelska igra (angl. first person shooter - FPS).
Glavni zˇanri iger so:
1. Akcijske igre. Razlicˇne arkadne, strelske, plosˇcˇadne, dirkasˇke in pre-
tepasˇke igre. Akcijske igre so napete, ponavadi realnocˇasovne igre, kjer
se igralec zanasˇa na svoje reflekse za doseg zmage.
2. Pustolovske igre so bile prve racˇunalniˇske igre. Igralec potezno spre-
jema odlocˇitve. Opiˇsemo jih lahko kot interaktivne zgodbe.
3. Igranje vlog. Igralec prevzame vlogo osebe v navideznem svetu. Glavne
lastnosti tega zˇanra so napredovanje igralca, bolj zapletena in daljˇsa
zgodba ter izrazito vzdusˇje v igri.
4. Miselne igre, na primer Tetris, so namenjene resˇevanju abstraktnih mi-
selnih izzivov.
5. Stratesˇke igre se delijo na potezne in realnocˇasovne. Ponavadi igralec
upravlja z vojsko in preprosto ekonomijo dolocˇene drzˇave v igri.
6. Simulacije poskusˇajo poustvariti izkusˇnjo resnicˇnega sveta, na primer
upravljanje letala ali nadzorovanje zˇelezniˇske infrastrukture.
7. Kakrsˇnakoli kombinacija dveh ali vecˇ zˇanrov. Na primer akcijsko-
pustolovske igre, ki zdruzˇujejo hitro akcijsko bojevanje z resˇevanjem
izzivov in napredovanjem zgodbe.
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Igra iz diplomske naloge spada v akcijski zˇanr. Bolj natancˇno podzˇanr
plosˇcˇadnih iger, kjer se igralec premika v 2D svetu, sestavljenem iz plosˇcˇadi.
Igra vsebuje sˇe okrnjene elemente zˇanra igranja vlog - preprosto napredovanje
igralca ter zgodbo.
3.2.5 Starostna ocena
Igra pridobi starostno oceno, ko jo razvijalci prijavijo na ocenitev pri eni
od ocenitvenih agencij. Te agencije, podobno kot za filme, ocenijo igro kot
primerno za dolocˇeno starostno skupino na podlagi razlicˇnih kriterijev. Dva
najbolj razsˇirjena sistema ocenitve sta ESRB [25] in PEGI [26]. ESRB se
uporablja predvsem v ZDA, medtem ko je PEGI razsˇirjen v Evropi. Sta-
rostna ocena v veliki vecˇini drzˇav ni dolocˇena z zakonom. Kljub temu igra
potrebuje oceno, cˇe jo zˇelimo prodajati na vecˇjih racˇunalniˇskih okoljih kot
Playstation ali Xbox. Prav tako vecˇina fizicˇnih trgovin igre ne bo prodajala,
cˇe ni ocenjena z dolocˇenim sistemom.
Manjˇse igre neodvisnih proizvajalcev ponavadi niso starostno ocenjene.
Eden od razlogov za to je cena ocenitve, ki znasˇa od 300 do 2500 evrov [27],
odvisno od velikosti igre. Spletne trgovine, kjer objavijo igre, nimajo tako
strogih pogojev prodaje in ne zahtevajo ocene za vsako igro. Zaradi istih
razlogov ne bom zaprosil za starostno oceno moje igre. Cˇe igro ocenim sam,
po kriterijih sistema PEGI, bi dobil oznako PEGI 7 - igra vsebuje prizore,
ki bi lahko prestrasˇili mlajˇse otroke, vendar nasilje ni prikazano realisticˇno,
osebe v igri niso podrobno prikazane.
3.2.6 Analiza konkurence
Pri oblikovanju igre je potrebno pomisliti na sorodne produkte in ugotoviti,
kako bomo tekmovali z njimi. Tudi cˇe igre ne bomo prodajali, lahko z analizo
konkurence izboljˇsamo vidike nasˇe igre.
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Shovel Knight
Verjetno najbolj uspesˇna 2D plosˇcˇadna igra v zadnjih letih. Izsˇla je leta 2014
in v enem letu prodala miljon kopij [28]. Je obsezˇna akcijsko-pustolovska igra,
z retro izgledom in igralnostjo v stilu klasicˇnih, konzolnih iger devedesetih
let. Moji igri je podobna predvsem zaradi oblikovalnega cilja - narediti igro
v retro stilu z modernimi izboljˇsavami.
Kot neodvisni razvijalec brez proracˇuna tezˇko konkuriram taksˇni vecˇji
igri. Zato sem igro oblikoval osredotocˇeno samo na nekaj vidikov, ki sem
jih naredil kvalitetno in zanimivo (bojevanje). Omejitev vsebine in kvalite-
tna izvedba tiste vsebine, ki jo nameravamo implementirati, je dober nacˇin
konkuriranja vecˇjim produkcijam.
Risk of Rain
Risk of Rain je primer konkurencˇne, 2D akcijske plosˇcˇadne igre. Podobno
kot moja igra se osredotocˇa na bojevanje posˇasti v areni, z razlicˇnimi nadgra-
dnjami igralca in narasˇcˇujocˇo tezˇavnostjo. Moja igra je lahko konkurencˇna
tej vecˇji produkciji, cˇe se od nje razlikuje v izvedbi: vecˇji poudarek da zgodbi,
uporablja drugacˇen vizualni slog in druge mehanike bojevanja s sovrazˇniki.
Mnozˇica iger
Zaradi dostopnosti tehnologije in lahkote izdaje iger preko spleta (brez pre-
verjanja kvalitete), je trg iger nasicˇen. Samo na spletni trgovini Steam [29],
izide povprecˇno 21 iger dnevno. V celotnem letu 2017 je bilo izdanih kar
7672 iger [30, 31]. To so v vecˇini majhne neodvisne igre, ki so si zelo po-
dobne in niso kvalitetne. Da je nasˇa igra uspesˇna, mora konkurirati tako
vecˇjim uspesˇnim igram kot tudi tej mnozˇici iger, ki jo lahko zasencˇijo, ne
s kvaliteto, ampak s samim sˇtevilom. Sama kvaliteta nasˇe igre za to ne
zadosˇcˇa - potrebno je oglasˇevanje glavnih zanimivosti igre, ki bodo pritegnile
pozornost.
Sam igre ne bom oglasˇeval, ker sluzˇi samo kot pilotna sˇtudija. Igro
Diplomska naloga 25
lahko oglasˇujemo brezplacˇno prek druzˇabnih omrezˇij, kontaktiranja novinar-
jev, spletnih strani in youtuberjev, ki se ukvarjajo z igrami.
3.2.7 Ostale tocˇke
V dokumentu koncepta ponavadi obstajajo sˇe druge tocˇke, ki jih nisem opisal.
Razlogi za to so, da jih za razvoj igre nisem potreboval (spletne znacˇilnosti,
proracˇun, produkcija, licenca) ali pa sem jih opisal v naslednjem dokumentu
(igralnost, zgodba, izgled in konceptne slike).
3.3 Dokument z nacˇrtom igre
Dokumnet nacˇrta igre (GDD) je daljˇsi kot ostala dokumentacija, ponavadi
obsega od 50 do 200 strani. Namen dokumenta je, podrobno opisati igralne
mehanike, zgodbo, izgled in ostale tocˇke, ki so potrebne v fazi produkcije.
GDD mora opisati igro tako podrobno, da dobimo predstavo o izgledu in
delovanju koncˇne igre. S tem dokument sluzˇi kot referenca vsem cˇlanom
razvojne ekipe. Tekom produkcije se pogosto dopolnjuje in spreminja, nova
verzija pa je vedno dostopna vsem cˇlanom.
3.3.1 Igralnost
V splosˇnem je igralnost pojem, s katerim oznacˇujemo, kaj igralec dela v igri
in na kaksˇen nacˇin to pocˇne. Je locˇen vidik igre, poleg izgleda in zvoka. Kljub
temu dopolnjuje ostale vidike in je z njimi povezan v zakljucˇeno celoto.
Za oblikovanje igralnosti je potrebno dobro razumevanje iger, ki nam
omogocˇa prepoznati posamezne komponente in njihov vpliv na igro ter igralca.
Za ta namen je na voljo razlicˇna literatura, ki opisuje teorijo iger (kaksˇni iz-
zivi obstajajo v igri in kaksˇni so lahko odzivi igralca) [11] ali pa vsebuje
vrsto vprasˇanj, katera nas opomnijo na pomembne mehanike (pogoji zmage
in poraza, uravnotezˇenost tezˇavnosti) [7]. Za oblikovanje iger kljub temu
ne obstaja en pravi ali ustaljeni postopek. S poznavanjem razlicˇnih igral-
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nih mehanik, izkusˇnjami igranja in oblikovanja iger je potrebno zdruzˇiti ter
prilagoditi izbrane mehanike v nov, zˇeljen nacˇin igranja.
Temeljne igralne mehanike
V dosedanji dokumentaciji smo opisali osnovno idejo nasˇe igre in njene cilje.
Okoli teh ciljev je potrebno oblikovati temeljne igralne mehanike. To so
pravila, akcije in igralni elementi, ki sestavljajo ogrodje igre in omogocˇijo
zˇeljeno igralnost.
Cilji nasˇe gre (preprosta arkadna igra z zanimivo zgodbo, vzdusˇjem in
nadgradnjami) si deloma nasprotujejo, kar predstavlja izziv za oblikovanje
igralnih mehanik.
Pri preprostih, arkadnih igrah velja, da jih igramo nekaj minut ter nato
umremo ali odnehamo in pri naslednjem igranju zacˇnemo znova od zacˇetka.
Zaradi taksˇnega nacˇina igranja v igri ne moremo imeti kompleksnega sistema
napredovanja - igralec bi izgubil motivacijo, cˇe bi moral vsakicˇ znova pridobiti
isto opremo in igrati isto zaporedje nivojev. Njegov vlozˇeni cˇas bi se zdel
izgubljen.
Nasprotno obstajajo kampanjske igre, ki so oblikovane tako, da igralec
napreduje skozi zaporedne linearne nivoje. Ko igralec umre ali prekine z
igranjem, lahko naslednjicˇ nadaljuje od tam, kjer je koncˇal. To omogocˇa im-
plementacijo kompleksnejˇsih sistemov, na primer pridobivanje denarja, s ka-
terim kupimo opremo. Igralcu lahko lazˇje podamo kompleksnejˇso zgodbo, na
podoben nacˇin kot v filmu ali knjigi. Z ekspozicijo mu povemo ali prikazˇemo
kljucˇne dogodke. Lastnost taksˇne igre je, da je zanimivo le prvo igranje. Ob
naslednjih igranjih poznamo potek zgodbe in nivojev. Poleg tega je razvoj
taksˇne igre daljˇsi, saj se ne osredotocˇa na ponavljajocˇa, kratka igranja.
Pri oblikovanju igre sem torej moral narediti kompromis (na sliki 3.1 je
prikazana uvrstitev moje igre). Oklestiti sem moral razlicˇne lastnosti obeh
tipov iger in jih zdruzˇiti. Igra je sestavljena iz dveh faz: najprej se igralec bori
proti navalu posˇasti, kar predstavlja glavni del igre. Bojevanje je preprosto
ter ostaja dokaj nespremenjeno cˇez celotno igro. Po koncˇani bitki nastopi
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faza miru. Igralec si lahko vzame cˇas in si v miru ogleda videz okolja v nivoju
in se odlocˇi, kako bo nadgradil svoj lik. V tej fazi podamo igralcu zgodbo
in vzdusˇje igre. Vendar igralec ne bo prisiljen v odkrivanje zgodbe in se bo
lahko temu v celoti izognil ter se osredotocˇil samo na izziv bojevanja.
Slika 3.1: Shema vlozˇenega cˇasa, ki ga igralec prezˇivi v neprekinjenem igranju
Mehanike igralca
Nadgradnje morajo dopolnjevati temeljne igralne mehanike in narediti igra-
nje bolj zanimivo. Igralec bo pridobival nadgradnje s trupli padlih posˇasti.
Imel bo izbiro preucˇiti ali pojesti truplo. Odvisno od odlocˇitve bo pridobil
”
pojej“ ali
”
raziˇscˇi“ tocˇke. Ko bo dosegel dolocˇeno sˇtevilo tocˇk, bo pridobil
nadgradnjo pripadajocˇe stopnje, opisane v tabeli 3.1.
Nadgradnje morajo povecˇati mocˇ igralca, brez dodajanja kompleksnosti
bojevalnemu sistemu. Namesto da igralec pritisne pravo zaporedje gum-
bov, da izvede mocˇnejˇsi napad, lahko z njim preprosto nadomestimo njegov
prejˇsnji napad. Obcˇutek napredka in mocˇi, ki ga igralec dobi ob nadgradnjah
dosezˇemo tako, da z njimi opazno spremenimo dosedanji nacˇin igranja. Novo
pridobljeni napad ima morda mnogo daljˇsi doseg, kar omogocˇi nove pristope
pri bojevanju. Toda cˇe je nadgradnja premajhna in nezanimiva (na primer
5% vecˇja odpornost igralca), ga ne bo motivirala in popestrila igranja.
Poleg povacˇanja mocˇi bodo nadgradnje sluzˇile kot orodje, s katerim bomo
podali igralcu delcˇke zgodbe in s tem poglobili vzdusˇje igre. Ob pridobitvi
nove vesˇcˇine se bo prikazal kratek opis obcˇutja, ki preveva njegov lik.
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Tip nadgradnje Pojej Raziˇscˇi
Napad z blizˇine Igralcu zraste dodatna roka,
ki omogocˇa hitrejˇse napade.
Igralec zazˇge svoje orozˇje,
kar ojacˇa napad.
Napad z da-
ljave (porablja
omejeno zalogo
energije)
Igralec se spremeni v neran-
ljivo demonsko obliko ter se
pozˇene cˇez zaslon. Rani vse
posˇasti, ki se ga dotaknejo.
Igralec naredi lok, s katerim
lahko mocˇno rani enega so-
vrazˇnika.
Izboljˇsava lika Igralec ima 50% mozˇnosti,
da ostane neposˇkodovan, ko
ga udari sovrazˇnik.
Igralcu se podvoji kolicˇina
zdravja.
Tabela 3.1: Mozˇne nadgradnje igralca
Oblikovanje nivoja
Oblikovanje nivoja mocˇno vpliva na igro. Z razlicˇnimi elementi igre, ki jih
imamo na razpolago, je potrebno sestaviti nivo in s tem celotno igro. Z ni-
vojem oblikovalec usmerja potek igre, kreira scenarije in prilagaja tezˇavnost.
Dobro oblikovan nivo naredi igranje tekocˇe in zanimivo, medtem ko lahko
slab nivo popolnoma unicˇi predstavo igre, tudi cˇe so ostale mehanike po-
polne. Zato imajo vecˇje produkcije zaposlene profesionalne oblikovalce ni-
vojev, ki so vesˇcˇi razlicˇnih disciplin, da kreirajo tehnicˇno funkcionalen in
vizualno privlacˇen nivo.
Slika 3.2: Zacˇetna skica glavnega nivoja igre.
Vecˇina moje igre se bo dogajala na enem nivoju. Na sliki 3.2 je prika-
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zana skica nivoja. Ta bo deloval kot arena, kjer se bo igralec boril proti
nasprotnikom, ki se bodo premikali proti njemu. Nasprotniki bodo prihajali
iz obeh strani zaslona. S tem prisilimo igralca, da se premika po celotnem
nivoju in preprecˇimo, da stoji na mestu ter cˇaka, da nasprotniki pridejo v
njegov doseg napada. Nivo ima razgibano povrsˇino z obcˇasnimi plosˇcˇadmi.
To omogocˇa vertikalno premikanje, ki popestri igro. S skokom na plosˇcˇad se
bo lahko igralec izognil tudi nekaterim posˇastim, kar bo nujno, ko bo obko-
ljen. Hkrati je nivo dovolj preprost, da bo umetna inteligenca nasprotnikov
brez problemov sledila igralcu. Nivo bo obsegal priblizˇno 2 zaslona, dovolj
za manevriranje igralca in ne prevecˇ, da bi se nasprotniki razprsˇili ter s tem
unicˇili obcˇutek bitke. Poleg tega mora biti nivo smiseln v kontekstu zgodbe
in se ujemati z zmozˇnostmi nasprotnikov in igralca.
Mehanike sovrazˇnikov
V igri bo vecˇ tipov sovrazˇnikov:
1. Pesˇak - obicˇajen vojak, ki z dotikom rani igralca. Nima nobenih po-
sebnih napadov in je povprecˇno trpezˇen.
2. Strelec - periodicˇno vrzˇe izstrelek v igralca, cˇe je ta v dosegu. Je zelo
ranljiv.
3. Velikan - ogromen vojak, ki lahko porine igralca s plosˇcˇadi. Je zelo
trpezˇen in ima napad, ki mocˇno odrine igralca.
4. Letalec - letecˇi vojak. S svojo potjo letenja ovira igralca pri skakanju.
Je zelo ranljiv.
5. Sˇef - koncˇni sovrazˇnik. Je kopija igralca z vsemi njegovimi sposob-
nostmi. Je trpezˇen in nevaren, predstavlja najtezˇji izziv v igri.
Ti bodo predstavljali izziv, ki ga bo moral resˇiti igralec. Vsak tip so-
vrazˇnika bo imel dolocˇene lastnosti, ki bodo prisilile igralca, da spremeni do-
sedanjo taktiko bojevanja. Poleg tega se bodo sovrazˇniki dopolnjevali med
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seboj. Tako bo obicˇajen vojak deloval kot blokada in sˇcˇitil ranljivega strelca
pred napadom igralca.
Igralec se bo srecˇal z razlicˇnimi tipi postopoma. Nov tip sovrazˇnika se
bo pojavil v igri, ko bo igralec navajen bojevanja z dosedanjimi sovrazˇniki.
Novi sovrazˇnik ga bo presenetil in mu predstavil tezˇek izziv, saj ne bo imel
znanja ter nadgradnje, ki bi mu lahko olajˇsala bojevanje z njim. Z zmago nad
sovrazˇnikom se bo spoznal z njegovimi lastnosti in pridobil tocˇke iz njegovega
trupla, s katerimi bo dobil novo nadgradnjo. To mu bo omogocˇalo, da bo
naslednjicˇ lahko premagal ta tip sovrazˇnika lazˇje in ob tem izkusil obcˇutek
zadovoljstva in napredovanja.
3.3.2 Zgodba
Struktura zgodbe
Skozi igro lahko igralcu podamo zgodbo. Dobra zgodba obogati igralnost,
vzpostavi ton in vzdusˇje ter doda smisel ostalim vidikom. Igra ima lastnosti,
s katerimi se razlikuje od ostalih medijev. V primerjavi s filmom ni cˇasovno
omejena, kar nam omogocˇa, da ustvarimo obsezˇnejˇse in podrobnejˇse ozadje
zgodbe. Pomembna lastnost igre je, da lahko igralec vpliva na potek zgodbe
in s svojimi odlocˇitvami spreminja konec.
Kljub temu zgodba vecˇinoma sledi ustaljenim strukturam, ki se niso spre-
menile od anticˇnih cˇasov. Joseph Campbell je v knjigi The Hero with a Tho-
usand Faces [32] opisal osnovno pripovedno strukturo, ki jo je poimenoval
monomit (prikazan na diagramu 3.3). Ta opisuje pot heroja skozi razlicˇne
faze: od zacˇetka v normalnem okolju, do zmage nad preprekami v nadnarav-
nem okolju in vrnitve spremenjenega heroja v zacˇetno okolje.
Faze monomita lahko organiziramo tudi v klasicˇno strukturo dramskega
trikotnika. Ta vsebuje zasnovo, zaplet, vrh, razplet in razsnovo. Taksˇne
strukture je mogocˇe zaslediti v razlicˇnih filmih (tipicˇen primer monomita in
potovanja heroja je Luke Skywalker v filmu Star Wars), knjigah (sˇe posebno
v anticˇnih dramah) in tudi v igrah.
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Slika 3.3: Diagram strukture Campbellovega monomita.
Zgodba v moji igri
Zgodba se lahko razlikuje od klasicˇne strukture in s tem dolocˇi ton pripovedi.
V moji igri se bo zacˇela pred (ponavadi) prvo fazo - predstavitvijo heroja in
problema. Zgodba se zacˇne z igranjem sˇkratovskega rudarja, ki pomotoma
prebije zid in odkrije nenavadno jamo. V jami ga napade posˇast. Ko jo
premaga, se ga polasti nenadzorovana lakota, ki ga prisili, da poje truplo. To
sprozˇi vecˇji naval sovrazˇnikov. Igralec se bo poskusˇal boriti proti njim, vendar
na koncu ne bo uspesˇen. Ko rudarjevo truplo pade na tla, se koncˇa predhodna
faza. S tem smo presenetili igralca, saj smo ga takoj na zacˇetku postavili v
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nevarno, napeto situacijo. Kljub igralcˇevemu uspehu v tej sceni, njegov lik
izgubi. Podobno kot v grozljivkah prikazˇejo prvi umor pred zacˇetkom zgodbe,
ta scena vzpostavi vecˇjo napetost. Poleg tega scena sluzˇi kot uvod v igralne
mehanike, ki igralca naucˇi premikanja in bojevanja.
Sledi uvodna animacija, ki opiˇse ozadje zgodbe in glavni problem. V
animaciji igralec izve, da je minilo nekaj mesecev od smrti rudarja. Podzemno
civilizacijo sˇkratov so napadle neznane posˇasti, ki so unicˇile vsak odpor.
Zadnji branik je njihovo glavno mesto, ki ga mora igralec kot poveljnik strazˇe
braniti s svojim zˇivljenjem. Opisana je tudi surova narava sˇkratov, ki imajo
sposobnost prevzeti lastnosti drugih vrst s tem, ko pojejo njihova trupla. Igra
opozori igralca, da se to lahko izkazˇe kot nevarno, saj poleg prenosa mocˇi,
truplo posˇasti tudi okuzˇi sˇkrata z zlom.
Igralec nato pricˇne z glavnim delom igre, v katerem se bojuje proti nava-
lom posˇasti.
Ko uspe premagati vse navale, se soocˇi z glavnim sovrazˇnikom. Izkazˇe se,
da je to isti rudar, ki ga je igralec nadzoroval v uvodu. Postal je nasprotna,
zlobna kopija heroja, ki ga skusˇa premamiti na svojo stran. Taksˇen lik je v
pripovedniˇstvu znan kot senca (na primer temacˇna osebnost heroja v romanu
Dr. Jekyll & Mr. Hyde [33]). V zgodbah se pogosto pojavljajo razlicˇni
arhetipi, tipicˇni primeri osebnosti, ki sluzˇijo kot osnova za kreiranje zanimivih
oseb in situacij.
Po tezˇavni bitki igralec premaga nasprotnika in zgodba se zakljucˇi z enim
od dveh koncev. Cˇe je igralec nadgradnje pridobil s preucˇevanjem trupel
posˇasti, se upre skusˇnjavi in uspesˇno obrani sˇkratje mesto pred posˇastmi,
vendar pri tem izgubi zˇivljenje. Cˇe pa je v prejˇsnji fazi igralec jedel trupla
posˇasti, se njegov lik vda svojemu nagonu, poje truplo glavnega sovrazˇnika
in prevzame njegovo mesto kot vodja posˇasti.
Krivulja zanosa
Zgodba je najprivlacˇnejˇsa, ko sledi krivulji zanosa. Madzˇarski psiholog Mi-
haly Csikszentmihalyi je vpeljal pojem zanosa - stanja, ko smo osredotocˇeni
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na neko aktivnost, ki nas popolnoma prevzame [34]. Da dosezˇemo taksˇno
stanje, mora biti aktivnost v ravnovesju. To teorijo lahko prenesemo tudi
na pripovedovanje zgodb. Napetost zgodbe mora postopoma narasˇcˇati, ne
prehitro, da ne povzrocˇi prevelikega stresa, in ne prepocˇasi, da ne postane
dolgocˇasna.
Ponavadi ta krivulja ni gladka, ampak nazobcˇana. To predstavlja dvige
in padce napetosti v posamezni sceni. Vsaka scena je lashko strukturirana v
iste faze, kot jih ima celotna zgodba - torej je zakljucˇena celota s konflikti in
razpletom, ki nato vpliva na zgodbo v sˇirsˇem smislu. Na koncu vsake scene se
mora zgoditi sprememba. Podobno velja tudi za igralnost, kot lahko vidimo
na sliki 3.4) [35].
Slika 3.4: Graf krivulje zanosa v zgodbah in v igrah.
Tako bom naredil tudi v moji igri. Kot sem opisal v igralnosti, sem obli-
koval vsako srecˇanje z novim sovrazˇnikom kot posamezno sceno. Ta sluzˇi kot
uvod v nov problem, ki ga nato v napeti bitki igralec razresˇi in pridobi znanje
in nadgradnjo. Ta predstavlja spremembo, ki vpliva na ostalo igralnost tako,
da lazˇje premagamo iste nasprotnike. Tezˇavnost in s tem napetost narasˇcˇata
postopoma in se ujemata s krivuljo zanosa v pripovedniˇstvu. S taksˇno struk-
turo bom dosegel zanimiv in uravnotezˇen potek igralnosti in zgodbe, ki se
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prepletata v igri.
3.3.3 Vizualni slog
Vizualni slog je izgled igre z dolocˇenimi lastnostmi, ki si jih deli z ostalimi
igrami, narejenimi v istem slogu. Vsako igro lahko uvrstimo v eno izmed
sˇirsˇih katergorij, vendar ima lahko drugacˇen izgled v primerjavi s sorodnimi
igrami - ima unikaten vizualni slog. Primer je igra Warcraft 3, ki tako kot
igra Dungeon Siege spada v kategorijo 3D iger z
”
low-poly“ izgledom (modeli
z majhnim sˇtevilom podrobnosti). Na sliki 3.5 lahko vidimo, da Warcraft 3
izstopa s svojim barvitim, risankastim vizualnim slogom, cˇeprav sta obe igri
izsˇli leta 2002. Tudi danes, ko je tehnologija mocˇno napredovala, starejˇse
igre z unikatnim slogom izgledajo dobro, medtem ko igre s takrat napredno
grafiko in brez navdihnjenega sloga delujejo zastarelo.
To ponazori tudi razliko med vizualnim slogom in grafiko igre. Grafika
z razlicˇnimi tehnikami izriˇse sliko igre na zaslonu. Te tehnike se razvijajo
s tehnolosˇkim napredkom strojne opreme, ki nam omogocˇa na primer bolj
podroben izris vecˇjega sˇtevila poligonov v sceni ali naprednejˇso simulacijo
sencˇenja in svetil. Vizualni slog ustvari izgled, ki igri doda zˇeljeni obcˇutek
in ton. Dober slog dopolnjuje ostale vidike igre in z izgledom posreduje
informacije igralcu (igra Darkest Dungeon (prikazana na sliki 3.6) se s svojim
temacˇnim, stripovskim slogom ujema z neizprosnimi igralnimi mehanikami
ter zgodbo in vzbudi depresivno, napeto vzdusˇje).
Dolocˇanje sloga moje igre
Vizualni slog igre sem dolocˇil postopoma. Najprej sem naredil seznam kljucˇnih
besed, ki opisujejo vzdusˇje, kljucˇne objekte ali lastnosti sveta, ki ga zˇelim
upodobiti. Nato sem poiskal pripadajocˇe slike, ki sem jih zbral v referencˇno
bazo slik. V vecˇjih produkcijah izbrane slike pomagajo posredovati obcˇutek
in ton igre cˇlanom razvojne ekipe. V fazi produkcije referencˇna baza vodi
razlicˇne umetnike, ki kreirajo potrebne slike, animacije in modele, da ohra-
njajo konsistenten slog.
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Slika 3.5: Primerjava izgleda igre Warcraft 3 (zgoraj) in Dungeon Siege (spo-
daj).
Kot sem opisal v prejˇsnjih poglavjih, zˇelim, da je svet igre bolj podoben
starim, temacˇnim pravljicam, kot obicˇajnemu fantazijskem svetu. Zbrane
slike prikazujejo staro slovansko arhitekturo, sˇkrate, upodobljene v ruski in
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Slika 3.6: Prizor iz igre Darkest Dungeon (Red Hook Studios, 2016)
germanski folklori. Ker se igra dogaja pod zemljo, sem pozornost namenil
tudi slikam, ki prikazujejo stare rudnike, naravne jame in bioluminscenco v
organizmih. Sovrazˇnike v igri sem si zamislil kot sprevrzˇene razlicˇice zˇivali,
ki jih je pokvarila zla energija, zato sem v bazo dodal fotografije polzˇev,
netopirjev, zˇab in insektov.
Poleg slik, pridobljenih s spleta, sem narisal tudi nekaj preprostih skic, s
katerimi sem lazˇje dolocˇil izgled sveta, kjer se bo dogajala igra. Ena izmed
skic je prikazana na sliki 3.7.
Ko sem dolocˇil, kaj zˇelim prikazati v igri, sem se moral odlocˇiti tudi, kako
bom to prikazal - v kaksˇnem slogu. Glavni navdih je bil izgled igre Dwarf
Fortress (prikazan na sliki 3.8). Z nasicˇenimi barvami, na popolnoma cˇrnem
ozadju in z majhno kolicˇino informacij, ki jih posredujejo simboli, igra vzbudi
domiˇsljijo. Podobno kot med branjem knjige, igralcu ni podana podrobna
slika objekta, ampak samo namig, ki si ga nato igralec delno interpretira
sam. Ker sem zˇelel dosecˇi podoben ucˇinek, sem se odlocˇil za uporabo Pixel
art sloga.
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Slika 3.7: Skica sˇkratjega mesta, kjer se bo odvijala igra.
Pixel art slog
Pixel art je pojem, s katerim oznacˇujemo slog digitalne umetnosti, pri kate-
rem manipuliramo s sliko na nivoju pikslov. Ponavadi so te slike nizke reso-
lucije, da so lahko vidni posamezni piksli. Cilj sloga je, z majhnim sˇtevilom
podrobnosti posredovati cˇim vecˇ informacij in s tem vzbuditi vecˇ obcˇutkov,
kot cˇe bi direktno, podrobno narisali objekt. Zato je pomembno, da umetnik
natancˇno izbere barve in rocˇno postavi vsak piksel slike ter s tem kotrolira
koncˇen izgled slike. Razvil se je zaradi tehnicˇnih omejitev prvih konzol in
racˇunalnikov, ki so poganjali graficˇne igre. Primer Pixel art sloga sta sliki
3.10 in 3.11, po slednji sem se zgledoval pri izdelavi vizualne podobe svoje
igre.
Kljub napredku tehnologije in razvoju 3D grafike je Pixel art sˇe vedno po-
pularen slog. Uporablja se na napravah z manjˇso zmogljivostjo ali resolucijo,
na primer na mobilnih telefonih in ikonah na namizju osebnih racˇunalnikov.
Pogost je v sodobnih neodvisnih igrah, saj ga odlikuje zanimiv retro videz,
hkrati pa ne zahteva veliko cˇasa, izkusˇenj, programske opreme in sredstev za
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Slika 3.8: Prizor iz igre Dwarf Fortress (Bay 12 Games, 2006). Prikazan je
tloris jame, kjer vsak simbol ponazarja dolocˇen objekt. Turkizna vejica tako
pomeni, da se na tistem mestu v jami nahaja turkizno svetlecˇa trava.
izdelavo. Kar pa ne pomeni, da je preprost - za obvladanje Pixel art sloga
je potrebno dobro poznavanje teorije barv, vesˇcˇin slikarstva, animiranja in
principov racˇunalniˇske grafike.
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Slika 3.9: Prizor iz igre The Secret of Monkey Island (Lucasfilm Games,
1990).
Slika 3.10: Prizor iz igre Shovel Knight (Yacht Club Games, 2014).
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Poglavje 4
Produkcija
Prudukcija je faza, v kateri celotna ekipa kreira vsebino igre. Programerji
piˇsejo izvorno kodo in prototipirajo nove funkcionalnosti, ki so jih definirali
oblikovalci iger. Umetniki ustvarjajo teksture in modele, glasbeniki ter skla-
datelji proizvajajo potrebne zvoke in skladbe. Tudi pisatelji piˇsejo dialoge za
razlicˇne like v zgodbi.
Produkcija je najdaljˇsa faza v razvoju igre, ponavadi traja okoli sˇest me-
secev za manjˇse igre in vecˇ let pri vecˇjih igrah (od dveh do sˇtirih let).
Za mojo igro sem nacˇrtoval, da bom fazo produkcije zakljucˇil v enem me-
secu. Izkazalo se je, da sem potreboval vecˇ kot 2 meseca. V zakljucˇnih dneh
sem igro razvijal vecˇino dneva in bil primoran odstraniti nekatere nacˇrtovane
funcionalnosti. Ker sem igro razvijal prvicˇ, nisem predvidel vseh funkcional-
nosti, ki jih je bilo potrebno implementirati ali pa sem naletel na razlicˇne
ovire, ki sem jih moral razresˇiti (na primer pravilni prikaz pikslov opisan v
nadaljevanju).
4.1 Tehnolosˇki vidik
Igralni pogon, kot je Unity, omogocˇa uporabo zˇe narejenih komponent, s
katerimi lahko igralnim objektom dodajamo razlicˇne funkcionalnosti. Vendar
so te v vecˇini primerov osnovne, nezadostne za potrebe igre. Zato je potrebno
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implementirati dodatne komponente, ki jih pogon ne vsebuje, ali pa dopolniti
zˇe vsebovane. To naredimo s pisanjem skript.
V Unityju je skripta datoteka, napisana v programskem jeziku C# ali Ja-
vaScript, ki se v urejevalniku, kot komponenta, doda dolocˇenemu igralnemu
objektu. Nova skripta ima dolocˇeno strukturo:
1. Na zacˇetku so definirani namenski prostori, ki jih bomo uporabljali v
kodi.
2. Sledijo spremenljivke, ki so (cˇe so javno definirane) vidne v uporabniˇskem
vmesniku Unity za lazˇje spreminjanje vrednosti.
3. Nato je definiran razred, ki je izpeljan iz vgrajenega, osnovnega razreda
MonoBehaviour.
Ko se med igranjem zgodi dolocˇen dogodek, Unity preko razreda MonoBe-
haviour pozˇene funkcijo dogodka, ki je definirana v izpeljanem razredu nasˇe
skripte. Taksˇni funkciji sta na primer Update, ki se bo izvedla za vsako sliko
(angl. frame) igre, in Start, ki se izvede pred zacˇetkom igre in je namenjena
inicializiranju spremenljivk. S pisanjem kode v teh funkcijah lahko kreiramo
in kontroliramo funkcionalnosti igralnega objekta, ki vsebuje nasˇo skripto.
Za potrebe moje igre sem napisal 40 skript, s skupno 3000 vrsticami kode
(brez uposˇtevanja vmesnih, praznih vrstic). Poleg tega sem uporabljal zˇe
obstojecˇe komponente, ki so na voljo v pogonu.
Med tem procesom sem uporabljal zacˇasne slike in zvoke, saj sem se ra-
zvoja ostalih vidikov lotil sˇele, ko sem imel dokoncˇan prototip igre, z vsemi
igralnimi mehanikami. Vsako novo dodano vsebino sem testiral posebej ter
nato sˇe v igri, z ostalimi igralnimi objekti. Ko je nova vsebina delovala pra-
vilno in je popestrila igranje, v skladu z oblikovalnimi cilji igre (dolocˇeni v
predprodukciji, v dokumentu koncepta), sem se lotil razvoja naslednje funk-
cionalnosti.
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4.1.1 2D igra v razvojnem okolju Unity
Pred zacˇetkom razvoja igralnih mehanik je potrebno prilagoditi razvojno
okolje. Unity ponuja mozˇnost razvijanja v 2D nacˇinu, ki nam dolocˇi nekatere
privzete nastavitve urejevalnika in s tem olajˇsa delo na 2D projektu. Ena
bolj pomembnih je nastavitev kamere na ortografsko projekcijo.
Ortografska (pravokotna) projekcija je tip planarne projekcije (preslikave
3D predstavitve objekta na 2D ravnino), kjer so projekcijski zˇarki vzporedni
in pravokotni na projekcijsko ravnino. V primerjavi s perspektivno projek-
cijo, kjer zˇarki konvergirajo v isto tocˇko (na primer oko), se pri ortografski
projekciji nadaljujejo v neskoncˇnost, kot da bi zanemarili globino ali z os. V
praksi to pomeni, da so predmeti blizu kamere enake velikosti, kot tisti ki so
bolj odaljeni - izgubimo obcˇutek perspektive. Kot v vecˇini 2D iger bom tudi
v moji igri uporabil ortografsko kamero (prikazana na sliki 4.1).
Slika 4.1: Ortografska kamera moje igre. Vidne so tudi posamezne plasti
ozadja.
Poleg privzetih 2D nastavitev je potrebno nastaviti sˇe dodatne lastnosti,
da lahko Unity pravilno prikazˇe retro izgled moje igre. V Pixel art slogu
zˇelimo, da so posamezni piksli razlocˇni in ostri. V ta namen so teksture
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namensko narejene v nizki locˇljivosti.
Tako kot je digitalna slika predstavljena s poljem vrednosti, ki jih ime-
nujemo piksli (angl. pixel - okrajˇsava za picture element), je tudi tekstura
predstavljena s teksli (angl. texel - okrajˇsava za texture element). To je
osnovni element teksture. Med izrisom teksture na igralni objekt, ki zavzema
dolocˇeno obmocˇje zaslona, se vsakemu tekslu dolocˇi, v katere piksle objekta
se bo preslikal. Zgodi se, da zaradi razlicˇne velikosti teksture in objekta po-
samezni piksel ne pade vedno direktno na posamezni teksel. Da dolocˇimo
barvo taksˇnega piksla, je potrebno filtriranje z razlicˇnimi metodami.
Ponavadi se uporablja bilinearna interpolacija, kjer dolocˇimo barvo piksla
z utezˇenim povprecˇjem sˇtirih najblizˇjih tekslov okoli njega. Ta metoda zgladi
prehode med posameznimi teksli, kot lahko vidimo na sliki 4.2. Za igro v
Pixel art slogu taksˇen rezultat ni primeren.
Zato je pomembno, da za uvozˇeno teksturo metodo filtriranja nastavimo
na interpolacijo najblizˇjega soseda. Pri tej osnovni metodi se vsakemu pikslu
pripiˇse barva najblizˇjega teksla. Vsak teksel v teksturi se tako povecˇa v vecˇ
pikslov in ohrani kvadratast izgled.
Pri tem lahko nastane problem, ko sˇtevilo tekslov ne ustreza vecˇkratniku
sˇtevila pikslov. Cˇe imamo na primer teksturo dimenzij 4x4 tekslov, ki se bo
izrisala na obmocˇje zaslona dimenzije 38x38 pikslov, bo vsak teksel obsegal
9,5 pikslov zaslona (38/4 = 9,5). Ker ne izrisujemo polovice piksla, bo vcˇasih
dolocˇen teksel velik devet pikslov, vcˇasih deset. Piksli bodo tako neenakih
velikosti. To je sˇe posebej opazno pri translaciji (premikanju) objekta, ka-
terega piksli vsako slicˇico spreminjajo velikost in povzrocˇijo efekt utripanja.
Efekt je viden na sliki 4.3
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Slika 4.2: Primer bilinearne interpolacije (zgoraj) in interpolacije najblizˇjega
soseda (spodaj) piksla p, glede na blizˇnje teksle t0, t1, t2 in t3.
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Slika 4.3: Popacˇene velikosti pikslov - posledica nepravilnega izrisa tekstur.
Problemu se izognemo, tako da v urejevalniku ustrezno nastavimo velikost
ortografske kamere in PPU teksture. Gostota pikslov ali PPU (pixels per
unit) nam pove, koliko pikslov teksture (tekslov) bo zasedalo eno enoto 1. Z
velikostjo kamere dolocˇimo, koliko enot obsega polovica zaslona.
Spodaj je prikazana tabela 4.1 potrebnih velikosti kamere, izracˇunanih
po sledecˇi enacˇbi:
V elikostKamere =
(vertikalnaResolucija)
(PPUskala ∗ PPU)) ∗ 0, 5 (4.1)
V prvem primeru je velikost ortografske kamere enaka 33,75. To pomeni,
da je vertikala zaslona razdeljena na 67,5 (33,75*2) enot in posledicˇno je ena
enota velika 16 pikslov (1080/67,5 = 16). Tako se bo 16 tekslov teksture pra-
vilno preslikalo v 16 pikslov zaslona, vendar bodo posamezni piksli nerazlocˇni
zaradi velike resolucije.
1Unity uporablja abstraktno enoto imenovano preprosto
”
enota“, ki dolocˇa velikost
sveta igre in se uporablja v fizikalnih izracˇunih. Velikokrat jo uporabniki enacˇijo z metrom
- torej ena enota je enaka enemu metru v igri.
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resolucija PPU PPU skala velikost kamere
1080 16 1 33,75
1080 16 5 6,75
216 16 1 6,75
Tabela 4.1: Velikost ortografske kamere glede na resolucijo, PPU in PPU
skalo.
Cˇe zˇelimo dosecˇi izgled nizke resolucije, preprosto skaliramo posamezne
piksle. Cˇe, kot v drugem primeru, za zaslon resolucije 1080 pikslov nastavimo
PPU na 16 in velikost kamere na 6,75, povzrocˇimo petkratno skaliranje, kar
pomeni, da se bo vsak teksel teksture preslikal v 5 pikslov zaslona (80/16
= 5). Tako dosezˇemo navidezno resolucijo 216 pikslov in enak izgled kot v
tretjem primeru tabele.
Skaliranje bo delovalo le za resolucije enakega razmerja prikaza (aspect
ratio), ki dolocˇa razmerje med dolzˇino in viˇsino zaslona. Pri ostalih bodo
teksture postale popacˇene, ker se teksli nepravilno preslikajo v necelo sˇtevilo
pikslov. Cˇe zˇelimo pravilen izris na vseh zaslonih, imamo na voljo tri resˇitve:
1. Ohranimo viˇsino vidnega polja in povecˇamo sˇirino, tako da dosezˇemo
zˇeljeno razmerje prikaza. S tem pokazˇemo vecˇ sveta nasˇe igre, kot cˇe
bi oddaljili pogled.
2. Lahko ohranimo sˇirino in povecˇamo viˇsino vidnega polja. Tako povecˇamo
pogled, vendar pokazˇemo manj sveta igre.
3. Cˇe nocˇemo spremeniti velikosti vidnega polja, ker ne zˇelimo, da igralec
vidi vecˇ ali manj igre, kot smo si zamislili, moramo ob straneh dodati
cˇrne robove. S tem zapolnimo dodatni prostor in ohranimo prvotno
razmerje prikaza.
Sam sem igro izdelal v razmerju prikaza 16:9, ker je to najbolj razsˇirjeno
razmerje na osebnih racˇunalnikih, ki so ciljna racˇunalniˇska okolja moje igre.
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Za ostale resolucije sem uporabil skripto, ki doda cˇrne robove, da se primerno
prilagodi zaslonu.
4.1.2 Simulacija prostorskih planov
Z uporabo ortografske kamere smo igralcu odvzeli obcˇutek perspektive. Sta-
rejˇse 2D igre so to tezˇavo resˇile z uporabo simulacije prostorskih planov. S
premikanjem plasti ozadja z razlicˇnimi hitrostmi (angl. Parallax scrolling)
ustvarimo navidezno globino in naredimo sceno bolj dinamicˇno.
Napisal sem skripto, ki omogocˇa kameri, da sledi igralcu. Ta pridobi vek-
tor pozicije igralca in cˇe se je ta premaknil za dolocˇeno razdaljo, s transforma-
cijo premakne kamero na igralcˇevo novo pozicijo. Pri vseh transformacijah
vektorjev pozicije je potrebno uporabiti funkcijo, ki postopoma z glajenjem
spremeni vektor, tako da prehod ni prevecˇ diskreten in skakajocˇ.
Nato sem v novi skripti opisal algoritem, ki premika objekt glede na
premike kamere. Razdaljo, ki jo je prepotovala kamera v eni slicˇici (frame)
utezˇi z negativnim skalarjem. Za to utezˇeno razdaljo nato premakne objekt v
nasprotno smer. Skripto sem dodal vsem petim plastem ozadja moje igre in
vsakemu dolocˇil drugacˇen skalar - bolj je plast oddaljena od ospredja, manjˇsi
skalar ima in pocˇasneje se premika.
4.1.3 Igralec
Unity za 2D objekt ne ponuja zˇe vnaprej narejenega krmilnika, zato sem
poleg dodatnih funkcionalnosti igralca naredil tudi osnovne. Najprej sem
omogocˇil premikanje. Preprosto simuliranje sil, ki delujejo na objekt in ga
premikajo, lahko sprogramiramo sami, mozˇno pa je za to uporabiti zˇe vgrajen
fizikalni pogon. Cˇe objektu dodamo komponento Rigidbody2D, ga postavimo
pod simulacijo fizikalnega pogona. Zato se, za razliko od ostalih objektov,
simulirani objekti ne smejo premikati s spreminjanjem vektorja pozicije -
fizikalno neutemeljen premik bi povzrocˇil tezˇave v ostalih izracˇunih. Od
izbire tipa telesa je odvisno, katere sile bodo delovale na objekt in kako se
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bo premikal:
1. Dinamicˇno telo je glede na porabljene vire najdrazˇji tip telesa, saj
na njega delujejo vse sile fizikalnega pogona (gravitacija, trenje, ...).
Dolocˇimo mu lahko razlicˇne parametre, kot sta masa in linearni upor.
Dinamicˇno telo se premika s spreminjanjem hitrosti, kar lahko neposre-
dno dolocˇimo v skriptah z dodajanjem sile, ali pa posredno v interakciji
z drugimi objekti.
2. Kinematicˇno telo uporabimo, ko zˇelimo sami natancˇno opisati vsa pra-
vila premikanja in interakcije z drugimi objekti. Sile fizikalnega pogona
nimajo vpliva na kinematicˇno telo, zato ima manjˇso porabo virov kot
dinamicˇno telo.
3. Staticˇno telo je nepremicˇen objekt, ki ni namenjen premikanju in ne
vsebuje nikakrsˇne simulacije.
Igralec in sovrazˇniki imajo dinamicˇni tip telesa. Ker v igri zˇelim prepro-
sto, arkadno premikanje objektov, sem poenostavil delovanje dinamicˇnega
telesa in uporabil le osnovne lastnosti fizikalnega pogona (predvsem gravita-
cijo). Skripta namesto s silo premika objekt z direktnim dodajanjem hitrosti.
S tem sem odstranil pospesˇevanje in upocˇasnjevanje, kar naredi premikanje
nerealisticˇno, ampak bolj odzivno in gibcˇno. Odstranil sem tudi upor in
trenje objektov - objekt se premika gladko in se ustavi tisti trenutek, ko
zaznamo spremembo vnosa. Vnos se zaznava v funkciji Update, ki se iz-
vede vsako slicˇico igre, medtem ko funkcionalnosti Rigidbody teles opiˇsemo
v funkciji FixedUpdate, ker je sinhronizirana s cˇasovnim korakom fizikalnega
pogona. S tem se izognemo morebitnim zamudam ali prezrtim vnosom.
Poleg premikanja objektov moramo tudi zagotoviti interakcijo med njimi.
To lahko dosezˇemo z uporabo trkalnikov. Trkalnik je komponenta, ki dolocˇa
obliko objekta v fizikalnem pogonu. Trkalnik prilagodimo objektu s kombi-
niranjem primitivnih oblik (kvadrat, krog, cilinder). Tako dosezˇemo zado-
voljive rezultate z manjˇso porabo virov, kot cˇe bi uporabili po meri narejen
trkalnik.
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Ko se dva trkalnika dotakneta, pride to trka. Pogon izracˇuna fizikalni
odziv in sprozˇi klic dolocˇenih funkcij v vseh pripadajocˇih skriptah. Tako
lahko v funkciji OnCollisionEnter opiˇsemo akcijo, ki se bo zgodila v prvi sliki
trka. Podobno velja za funkciji OnCollisionStay in OnCollisionExit.
Trkalniku lahko onemogocˇimo fizikalni odziv in ga uporabljamo samo kot
sprozˇilec. To sem uporabil pri kreiranju bojevanja. Igralcu sem za vsak
napad dodal neaktiven trkalnik, ki je nastavljen kot sprozˇilec. Ko krmilnik
zazna vnos tipke za napad, aktivira ta sprozˇilec za cˇas napada. Cˇe pride
do trka med sprozˇilcem napada in sovrazˇnikovim trkalnikom, se skupaj z
atributi napada (koliko sˇkode naredi, koliksˇna sila se bo generirala, ...) posˇlje
sporocˇilo sovrazˇnikovi skripti, kjer je opisan odziv na igralcˇev napad. Na sliki
4.4 so vidni trkalniki igralca in sovrazˇnika).
Slika 4.4: Trkalniki, vidni kot zelene cˇrte okoli objekta, predstavljajo njegovo
fizikalno obliko v pogonu.
Potrebno je tudi nastaviti matriko plasti trkov, ki dolocˇa, katere fizikalne
plasti so lahko v interakciji med sabo. Objektu in posledicˇno trkalniku nato
dolocˇimo, na kateri fizikalni plasti obstaja. To funkcionalnost sem v razvoju
krmilnikov uporabil velikokrat. Ker sem zˇelel, da se sovrazˇnik lahko premika
cˇez druge sovrazˇnike in igralca, vendar ga pri tem posˇkoduje, sem trkalniku
sovrazˇnika dodal drugo fizikalno plast kot sprozˇilcu njegovega napada. Prva
plast je v interakciji s plastjo tal nivoja, da se lahko sovrazˇnik premika po
tleh, medtem ko je druga plast v interakciji le s plastjo igralcˇevega trkalnika,
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tako da lahko povzrocˇi napad. Na podoben nacˇin sem dosegel, da letecˇi
sovrazˇnik lahko leti cˇez trkalnike tal nivoja in da velikan odrine igralca. Na
sliki 4.5 je prikazana celotna matrika plasti trkov.
Slika 4.5: Matrika plasti trkov.
4.1.4 Nadgradnje
Igralec vsebuje tudi skripto, ki s trkalniki preverja, kdaj pride v stik s truplom
sovrazˇnika. Truplo odstranimo z izbrano akcijo (pojej ali raziˇscˇi) in glede na
izbiro pridobimo tocˇke. Zgodi se, da pogon zazna stik s truplom in nato po
kratkem cˇasu neaktivnosti, zaradi optimizacije, preneha s simuliranjem trka.
Da se taksˇnim situacijam izognemo, mora biti eno od teles (ponavadi glavni
igralec) oznacˇeno z opcijo never sleep, kar pomeni, da ga pogon nikoli ne
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bo optimiziral. S priˇstevanjem tocˇk se igralcu odklene dostop do naslednje
stopnje mocˇi in pripadajocˇe nadgradnje.
Nadgradnje spremenijo parametre igralca, na primer povecˇajo njegovo
zdravje ali hitrost napada, onemogocˇijo trkalnik ter ga tako naredijo nesmr-
tnega za nekaj cˇasa. Ena od nadgradenj vsebuje tudi efekt ognja, narejen s
sistemom delcev. Sistem delcev (angl. particle system) nadzoruje zˇivljenje
delcev - majhnih slik, ki v velikih kolicˇinah predstavljajo enitete, ki jih je
tezˇko upodobiti z obicˇajnimi 3D ali 2D objekti, na primer dim, tekocˇine ali
iskre. Delcem lahko spreminjamo hitrost ustvarjanja in premikanja, barvo,
obliko, vplivamo nanje s silami, itd. Ker starejˇse igre niso vsebovale taksˇnih
efektov, sem v svoji igri prilagodil sistem delcev, tako da efekt izgleda bolj
enostaven in stiliziran (viden na sliki 4.6).
Slika 4.6: Stiliziran efekt ognja, narejen s sistemom delcev.
4.1.5 Sovrazˇniki
Krmilnik sovrazˇnikov ne upravlja z objektom s pomocˇjo uporabnikovega
vnosa, ampak deluje kot koncˇni avtomat. Glede na okolje sovrazˇnika in tre-
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nutno stanje preklaplja med ostalimi stanji avtomata. V stanjih so opisane
razlicˇne akcije, ki jih lahko izvaja sovrazˇnik. Od tipa sovrazˇnika je odvisno,
kako kompleksne so te akcije in koliko jih ima na voljo - osnovni vojak se
samo premika levo in desno, medtem ko ima sˇef 7 stanj s pripadajocˇimi ak-
cijami. Avtomat stanj sˇefa lahko vidimo na sliki 4.7. Kljub temu vecˇina
sovrazˇnikov deluje podobno: sledijo igralcu in sprozˇijo napad, ko ugotovijo,
da so v dosegu. Pri tem uporabljajo podobno logiko za napade in premika-
nje, ki je opisana zgoraj za igralca.
začetek
čakaj 2
sekundi
napad
desno
strel levo
napad levo
strel desno
truplo obstaja
ustvari
sovražnika
vrni se na
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truplo smrt
hp = 0
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Slika 4.7: Avtomat stanj sˇefa. V naslednje stanje preide, cˇe je izpolnjen
dolocˇen pogoj ali cˇe se koncˇa akcija stanja. Hp je okrajˇsava za zˇivljenje.
Cˇe se vsi sovrazˇniki preprosto premikajo proti igralcˇevi poziciji, pride do
tezˇave. Ker lahko prehajo drug cˇez drugega, se cˇez cˇas vedno zlijejo skupaj v
gmoto objektov. Da bi se temu izognil, sem naredil algoritem, ki poskrbi, da
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se sovrazˇniki premikajo razlicˇno, vendar vedno v blizˇini igralca. Po nivoju
sem postavil sprozˇilce, ki skupaj s preprekami delujejo kot kontrolne tocˇke,
med katerimi se bo premikal sovrazˇnik. Sovrazˇnik vsako sliko predse izstreli
zˇarek za dolocˇeno razdaljo. Ko se zˇarek dotakne kontrolne tocˇke, se glede na
trenutno pozicijo igralca dolocˇi novo smer premikanja. Cˇe se igralec nahaja
v nasprotni smeri kot sovrazˇnik, se le ta obrne. Cˇe pa se igralec nahaja v isti
smeri, sovrazˇnik ohrani svojo smer premikanja. Na koncu sovrazˇnik izvede
premik v dolocˇeni smeri in v primeru, da zˇarek zazna kontrolno tocˇko, ki je
prepreka, sˇe skok. S tem pridobimo tudi boljˇso igralnost in obcˇutek bitke,
saj so sovrazˇniki bolj razprsˇeni po celotnem nivoju. Osredotocˇimo se lahko
na bitko s posameznimi sovrazˇniki in ne samo na bezˇanje pred njimi.
Poleg logike posameznih sovrazˇnikov mora igra vsebovati tudi logiko, ki
skrbi za njihovo ustvarjanje in valove napada. Vsak val je sestavljen iz objek-
tov, imenovanih ustvarjalci. Postavljeni so na razlicˇnih pozicijah v nivoju in
vsebujejo skripto, ki ustvarja dolocˇene sovrazˇnike.
Pri tem sem si pomagal s t.i. montazˇnimi (angl. Prefab) objekti. Montazˇni
objekt je predloga nekega objekta, ki se pogosto pojavlja v igri. Objekti, na-
rejeni iz te predloge, so zˇe vnaprej nastavljeni in vsaka sprememba predloge
se odrazˇa v vseh instanciranih objektih. Tako nam ni potrebno rocˇno doda-
jati in nastavljati vsakega sovrazˇnika posebej. V igri sem vsak tip sovrazˇnika
shranil kot predlogo, iz katere nato ustvarjalec ustvari novega sovrazˇnika.
Da se sovrazˇniki ustvarjajo postopoma in ne vsi naenkrat, je potreben
cˇasovni zamik. To je mozˇno narediti v funkciji Update, z odsˇtevanjem prete-
klih slik lahko kreiramo osnoven sˇtevec. Bolj primerna resˇitev pa je uporaba
korutin. Korutina je funkcija, ki lahko prekine izvajanje na dolocˇenem delu
in nadaljuje z izvajanjem naslednjo sliko. S tem se razlikuje od obicˇajne
funkcije v Unity pogonu, ki se mora popolnoma koncˇati do izteka slike.
Koliko sovrazˇnikov, katerega tipa in koliko cˇasovnega zamika bo med
njimi, so javne spremenljivke skripte, ki jih nato lahko dolocˇimo za vsak
ustvarjalec v Unity vmesniku. Ko se ustvarjanje sovrazˇnikov v valu koncˇa,
se to sporocˇi objektu gospodar igre (angl. Game Master - GM), ki nato
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pregleduje objekte v igri in ugotavlja, ali je igralec odstranil vsa trupla.
Tudi tukaj se uporabi cˇasovni zamik s korutino. Pregled celotne hierarhije
objektov v igri je zamudno in procesorsko zahtevno opravilo, zato se pregled
izvede le vsako sekundo (namesto vsako sliko). S tem optimiziramo delovanje
igre brez vpliva na igralnost. Ko trupel ni vecˇ, GM obnovi igralcu zdravje in
energijo, naznani ter sprozˇi nov val, ki vsebuje nove ustvarjalce.
4.1.6 Gospodar igre
Poleg valov sovrazˇnikov objekt gospodar igre (GM) nadzoruje potek igre.
Tako omogocˇa premor igre z nastavljanjem skale cˇasa na 0, prikazuje upo-
rabniˇski vmesnik in skrbi za pravilno menjavanje scen. Ponavadi je igra
sestavljena iz vecˇ delov, imenovanih scene, ki si jih lahko predstavljamo kot
razlicˇne nivoje (cˇeprav je mozˇno imeti vecˇ nivojev v eni sceni, to ni obicˇajna
praksa). Tudi krajˇsa igra, kakrsˇna je moja, vsebuje 7 razlicˇnih scen, katerih
potek je prikazan na sliki 4.8.
glavni meni
uvodna
animacija
uvodni
dialog glavni nivo končni nivo
končna
animacija 1
končna
animacija 2
Slika 4.8: Potek scen igre.
Vsaka scena ima svojega GM, ki upravlja potek igre v trenutni sceni in ob
izpolnjenem pogoju preklopi na drugo sceno. Vsi elementi in objekti scene
se ob preklopu izbriˇsejo in nato ponovno nalozˇijo v prvotnem stanju. To
je primerno pri resetiranju glavnega nivoja, saj zˇelimo, da igralec ob smrti
zacˇne od zacˇetka. Ob preklopu na zakljucˇni nivo pa zˇelimo, da igralec ohrani
svoje pridobljene nadgradnje, zato mu moramo dodati funkcijo DontDestro-
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yOnLoad, ki ohrani objekt med preklopom.
Pri tem je potrebno biti pazljiv, da skozi igro obstaja le ena, pravilna
verzija igralca. Zato GM glavnega nivoja ob smrti unicˇi igralca, medtem ko
ga GM zakljucˇnega nivoja ozˇivi - po animaciji smrti mu napolni zdravje in
energijo, ga postavi na zacˇetno pozicijo in nalozˇi sceno. Tako objekt igralca
ostaja isti, cˇeprav imamo med igranjem obcˇutek, da je umrl.
4.1.7 Uporabniˇski vmesnik
Racˇunalniˇska igra je programska oprema, ki je v interakciji z igralcem. Da
lahko pride do te interakcije, potrebuje uporabniˇski vmesnik (UV), s katerim
lahko cˇlovek upravlja z igro in s katerim igra posreduje informacije cˇloveku.
Prve igre so imele cˇloveku neprijazen tekstovni uporabniˇski vmesnik, med-
tem ko danes vecˇina iger uporablja graficˇnega (graphical user interface, GUI).
Graficˇni uporabniˇski vmesnik igre obsega razlicˇne menije in informacije o sta-
nju igre, ki so med igranjem prisotne na zaslonu. Ta del graficˇnega vmesnika
je v igrah imenovan HUD ali head-up display. Vsaka igra ima drugacˇen GUI,
ki je odvisen od igralnosti, vizualnega sloga in ciljnega racˇunalniˇskega okolja.
V igralnem pogonu Unity graficˇni uporabniˇski vmesnik kreiramo na objektu
platno (angl. Canvas). Platno je obmocˇje, ki se izriˇse cˇez sceno igre. Znotraj
njega so vsebovani vsi elementi vmesnika. Vsakemu elementu lahko dolocˇimo
sidro, ki kontrolira pozicijo elementa med raztezanjem platna. Na to vpliva
tudi hierarhija elementov, saj je otrok zasidran glede na pozicijo elementa
ocˇeta. Tako sem za sidro HUD-a igralca dolocˇil celozaslonski razteg, medtem
ko so posamezni elementi zasidrani od levega do desnega zgornjega kota, kar
omogocˇa pravilen razteg pri vseh velikostih ekrana.
HUD igralca (prikazan na sliki 4.9) je sestavljen iz besedil, ki prikazujejo
zdravje, energijo, pridobljene tocˇke in sˇtevilko sovrazˇnikovega vala. Pod be-
sedilom se nahaja pripadajocˇe vnosno polje, v katerega se napiˇse trenutno
stanje parametra. Zanimiv je element, ki prikazuje napredek igralca skozi
stopnje nadgradenj. Sestavljen je iz slike, besedila in dveh drsnikov razlicˇnih
barv (za vsako kategorijo nadgradnje eden), ki se prekrivata. Skripta premika
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drsnik glede na pridobljene tocˇke in, ko dosezˇe mejo naslednje nadgradnje,
obarva pripadajocˇo sˇtevilko z barvo drsnika, ki jo je dosegel. Tako vizu-
alno sporocˇimo igralcu razmerje in napredek dveh kategorij tocˇk in katere
nadgradnje je odklenil s katero kategorijo.
Slika 4.9: HUD igralca.
Poleg menijev in HUD-a je v igri prisotno sˇe okno dialoga, s katerim
igralcu posredujemo zgodbo med igranjem ali animacijo. Sestavljeno je iz
slike ozadja, na katerem lezˇi tekstovno polje, v katerega se izpisuje dialog.
Skripta, ki kontrolira izpisovanje, vsebuje polje nizov (Strings), ki se nato
v zanki s cˇasovnim zamikom postopoma izpisuje, cˇrko po cˇrko. To skupaj
z zvokom ustvari dinamicˇen efekt, ki je zanimivejˇsi od preprostega prikaza
besedila. Ko se niz zakljucˇi, z gumbom sprozˇimo naslednji izpis.
4.2 Izgled
Koncˇni izgled igre je viden na sliki 4.10.
4.2.1 Omejitve
Omejitve so pri kreiranju umetnosti kljucˇnega pomena. Zaradi njih je ume-
tnik primoran postati kreativen in cˇimbolj izkoristiti sredstva, ki jih ima na
voljo. Vsak medij vsebuje svoje omejitve, ki oblikujejo izgled nastalih del.
Slog Pixel art, ki definira izgled moje igre, se je porodil zaradi strojnih ome-
jitev zgodnjih konzol in racˇunalnikov. Pri kreiranju bom okvirno uposˇteval
lastnosti konzole NES (Nintendo Entertainment System) iz leta 1985 [36].
Zgodnje konzole so imele (v primerjavi z dansˇnjimi) zelo malo pomnilnika;
NES ima le 4 KB. Ta pomnilnik je moral zadosˇcˇati za potrebe CPE in graficˇne
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Slika 4.10: Zajem zaslona igre.
enote. NES ima resolucijo 256x240 pikslov. Cˇe bi zˇeleli, da v pomnilniku
shrani trenutno sliko, ki jo bo izrisal na zaslon, bi za vsak piksel potrebovali
1 bit (tako bi imeli monokromatsko sliko, le iz dveh barv), bi potrebovali
7680 bajtov pomnilnika - skoraj dvakrat vecˇ, kot ga ima na voljo. Kako je
lahko potem NES omogocˇal igranje iger v barvah? Z iznajdljivimi resˇitvami
so inzˇenirji zaobsˇli strojne omejitve sistema in s tem dolocˇili prepoznavne
lastnosti naprave.
Kljucˇna lastnost je razdelitev zaslona na plosˇcˇice (velikosti 8x8 pikslov)
in bloke (velikosti 16x16 pikslov). Graficˇna enota PPU vsaki plosˇcˇici dolocˇi
sliko, ki je shranjena v kaseti igre. To sliko nato obarva, tako da vsakemu
bloku dolocˇi eno izmed sˇtirih barvnih palet. Barvna paleta lahko vsebuje
najvecˇ sˇtiri barve, pri cˇemer mora biti ena od njih barva ozadja - v vsakem
trenutku imamo torej na voljo 13 barv. S tem prihranimo veliko pomnilnika,
saj omejimo sˇtevilo mozˇnih barv, s katerim lahko pobarvamo posamezni pi-
ksel v blokih. To povzrocˇi tudi znacˇilen kvadratast izgled, ki bo prisoten tudi
v moji igri.
Poleg tega NES, za potrebe optimizacije, uporablja sprite. V primerjavi
z danasˇnjim poimenovanjem, ki oznacˇuje vse 2D slike v igri, je pravi sprite
specificˇen 2D graficˇni element, ki potrebuje pripadajocˇo strojno opremo. Je
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8x8 pikslov velika bitna slika, neodvisna od mrezˇe plosˇcˇic in blokov. Upravlja
jih graficˇna enota, ki jim spreminja atribute (pozicijo, barvo) med samim
izrisom na zaslon. Zaradi 32 bajtov velikega medpomnilnika lahko PPU
prikazˇe le 8 spritov v eni liniji izrisa (scanline). Cˇe to ne velja, zacˇnejo spriti
utripati. Tega ne bom uposˇteval pri moji igri. Drzˇal pa se bom omejitve, ki
narekuje, da je lahko posamezni sprite pobarvan le z eno od sˇtirih mozˇnih
palet. Podobno kot pri blokih, ena paleta lahko vsebuje najvecˇ 4 barve, kjer
je ena od njih barva ozadja. Za vse sprite na zaslonu imamo tako na voljo
12 razlicˇnih barv.
Barve izbiramo iz glavne NES palete, ki ima na voljo paleto 54 barv
barvnega prostora YPbPr. Ta je racˇunalniˇsko generirana s kombiniranjem
sˇtirih stopenj svetlosti (komponenta Y) in mesˇanjem modre (komponenta
Pb) in rdecˇe barve (komponenta Pr). Posledica je zelo hladna paleta, z
velikimi koraki med odtenki in odsotnostjo prave rumene barve. To paleto
sem uporabil zaradi njenega znacˇilnega retro izgleda. Prikazana je na sliki
4.11.
Slika 4.11: Paleta barv NES naprave.
Zaradi razdelitve je vecˇina objektov v NES igrah dimenzij vecˇkratnika
sˇtevila 8. Podobno je v moji igri: ozadje in nivo bo sestavljeno iz blokov
velikosti 16x16 pikslov. Taksˇne dimenzije bo tudi igralec, medtem ko bodo
sovrazˇniki velikosti od 24x16 do 64x64 pikslov.
Kljub pomembnosti omejitev, ki sem jih dolocˇil, se jih nisem drzˇal brez-
pogojno. Uporabil sem sivo, modro in rumeno barvo, ki niso prisotne v ori-
ginalni paleti. Pri igralcˇevem spritu sem uporabil 6 barv, namesto obicˇajno
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sˇtirih. Menim, da to ne pokvari izgleda, saj igra ohrani enoten, prepoznavno
retro stil. To pa je bil namen uporabe omejitev.
4.2.2 Risanje
Proces risanja se zacˇne z dolocˇanjem oblike. Zaradi omejitev in sloga Pi-
xel art, je potrebno stilizirati in dolocˇiti zˇelene karakteristike objekta, ki ga
zˇelimo upodobiti, tako da bo nemudoma prepoznaven. Pri tem si pomagamo
z referencˇnimi slikami, ki smo jih izbrali v predprodukciji. Primer oblikovanja
sovrazˇnika je prikazan na sliki 4.12.
Slika 4.12: Potek oblikovanja sovrazˇnika, od zacˇetne referencˇne slike do
koncˇne racˇunalniˇske risbe.
Nato je objekt potrebno narisati na racˇunalniku. Pri vecˇjih slikah, kot je
ozadje, sem naredil risbo na papirju, ki sem jo nato obcˇrtal v programu (slika
4.13). Za manjˇsi objekt, kot je slika sovrazˇnika ali delcˇek nivoja, je hitreje
narisati silhueto direktno v programu.
Sama oblika objekta vpliva na nasˇe dojemanje: objekt, ki vsebuje ostre
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Slika 4.13: Skica na papirju in koncˇna slika v igri.
like, deluje zlobno in agresivno, medtem ko mehke linije upodabljajo pri-
jaznost in dobroto. To je vidno v igri. Celotni nivo ima oster izgled, z
razlicˇni kapniki predstavlja nevarno okolje za nasˇega junaka. Ta je sesta-
vljen iz kvadratov, ki izrazˇajo trdnost in odlocˇnost, primerno za upodobitev
sˇkrata. Nasprotno imajo sovrazˇniki vecˇinoma zaobljene linije, saj so mehki,
organski in sluzasti.
Objektu nato postopoma dodajamo podrobnosti. Glede na velikost slike
dolocˇimo najmanjˇsi del objekta, ki ga bomo narisali. Vse manjˇse podrobnosti
zanemarimo ali jih samo nakazˇemo s spremembo barve ali sencˇenjem.
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Barva je zaradi omejitev pomemben likovni element Pixel art sloga. V
igri deluje kot legenda, ki igralcu razlocˇno sporocˇa, kaj je nivo, kaj sovrazˇnik,
junak, ozadje ali ospredje.
Pri tem je koristno poznati osnove barvne teorije, na primer kompozicije
barv. Sovrazˇniki v igri so zelene barve, ki je komplementarna vijolicˇni barvi
igralca. To ustvari velik kontrast, ki nam pomaga, da v mnozˇici razlocˇimo
igralca. Nivo je obarvan v analognih barvah modre in vijolicˇne, ki so si
sorodne in ustvarijo umirjen ter enoten izgled, na katerem izstopajo ostali
objekti. Iz razpolozˇljivih barv izberemo barvno lestvico odtenkov, s katero
bomo obarvali te skupine objektov (slika 4.14).
Slika 4.14: Igralec in sovrazˇnik ter njuni pripadajocˇi barvni lestvici.
V HSV modelu je barva sestavljena iz treh dimenzij:
1. hue ali barvnost, odvisna od valovne dolzˇine s katero razlikujemo po-
samezno vrsto barve (na primer rdecˇo) od drugih.
2. saturation ali nasicˇenost. Visoko nasicˇena barva je zˇiva, medtem ko
nenasicˇena predstavlja odtenek sivine te barve.
3. value ali svetlost, ki dolocˇa, koliko bele ali cˇrne barve vsebuje odtenek.
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Pri izbiranju odtenkov je dobro, cˇe spreminjamo vsaj 2 barvni dimen-
ziji. Za barvo, s katero sem sencˇil, sem poleg spremembe svetlosti pomaknil
barvnost proti vijolicˇni, pri osvetlitvi delocˇenega dela objekta pa sem izbral
barvo, ki se priblizˇa rumeni.
Obstaja sˇe cˇetrta dimenzija barve: temperatura. Hladne barve vsebujejo
veliko modre, tople pa oranzˇno-rdecˇe barve. Ozadje nivoja je hladnejˇse in
temnejˇse barve kot ospredje, odnos med lastnostmi barv zaznamo kot globino.
Poleg tega je bolj oddaljen sloj ozadja narisan manj podrobno, z manjˇsim
sˇtevilom barv, dokler se na zadnjem sloju ne vidi le obris gore z lucˇmi mesta.
Taksˇen efekt poudari obcˇutek perspektive.
Vcˇasih omejeno sˇtevilo barv ne zadosˇcˇa nasˇim potrebam. Resˇitev je upo-
raba tehnike, imenovane razprsˇenje (angl. dithering), kjer s kombiniranjem
dveh obstojecˇih barv ustvarimo gladek prehod in videz nove vmesne barve.
Poznamo vecˇ vrst razprsˇevanja, v moji igri sem uporabil vzorcˇno in nakljucˇno
razprsˇevanje. Plosˇcˇice nivoja vsebujejo vzorcˇno razprsˇevanje, kjer sem barvi
kombiniral z risanjem majhnih geometricˇnih vzorcˇkov, ki prehodu dodajo
okras in zanimivo teksturo. Pri nakljucˇnem razprsˇevanju sem kombiniral
pike dveh barv brez pravil ali vzorca in s tem ustvaril bolj naraven prehod v
sliki ozadja. Vidno na sliki 4.15.
Po mnogih iteracijah koncˇano sliko shranimo v PNG formatu in prene-
semo v Unity. Tam se pretvori v tip sprite, ki mu dolocˇimo lastnosti, kot
so PPU in tip filtriranja. Na voljo je tudi urejevalnik, ki nam omogocˇa, da
razrezˇemo sprite na manjˇse dele in jim dolocˇimo fizikalno obliko, kar je sˇe
posebej koristno pri plosˇcˇicah nivoja.
Namesto, da celotni nivo rocˇno nariˇsemo v kosu, lahko nariˇsemo razlicˇne,
16x16 pikslov velike plosˇcˇice, ki sestavljajo paleto nivoja (prikazana na sliki
4.16 ). Potrebno je biti pazljiv, da se med seboj pravilno in neopazno prile-
gajo. V Unity nato sceni dodamo objekt mrezˇe, na katero lahko
”
nariˇsemo“
nivo, kar je fleksibilen in hiter nacˇin gradnje nivoja.
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Slika 4.15: Primer nakljucˇnega (v ozadju) in vzorcˇnega (v ospredju)
razprsˇevanja v igri.
Slika 4.16: Paleta plosˇcˇic, s katero gradimo nivo v Unity pogonu.
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4.2.3 Animacija
Z animacijo pozˇivimo objekte igre, ne samo igralca in sovrazˇnike, ampak tudi
nivo z ozadjem. Pri tem uporabljamo iste tehnike risanja, pozorni pa moramo
biti tudi na nacˇela animacije. V knjigi 12 basic principles of animation so
leta 1981 Disneyevi animatorji opisali 12 nacˇel, s katerimi dosezˇemo bolj
realisticˇno gibanje. Cˇeprav so bila namenjena tradicionalni animaciji, veljajo
sˇe danes, nekatere sem uporabil tudi pri animiranju sovrazˇnikov in igralca.
Na sliki 4.17 so prikazane slike, ki sestavljajo animacije igralca.
Nacˇelo stiskanja in raztega sem uporabil pri teku igralca, ki animaciji
doda tezˇo in fleksibilnost. Veliko sem se posluzˇeval nacˇela pretiravanja. Za-
radi nizke locˇljivosti moramo vsak gib narisati s pretiravanjem, da z omejenim
sˇtevilom pikslov igralcu sporocˇimo, katero akcijo izvaja objekt. Pri tem nam
pomaga tudi nacˇelo pricˇakovanja, ki narekuje, da gib nakazˇemo, preden ga iz-
vedemo (priprava na zamah). Poleg risanja je pomembno tudi manipuliranje
s cˇasovnimi okvirji. Hitra akcija bo vsebovala manj slicˇic, medtem ko zamah
z mecˇem prikazˇemo samo z eno sliko, ki vsebuje razmaz giba. Nasprotno
s podobnimi slikami, ki so cˇasovno blizu, ustvarimo obcˇutek pocˇasne, tezˇke
akcije (vzgon netopirja).
Da dosezˇemo naravno animacijo, je potrebno preucˇiti mehanike gibov, ki
jih upodabljamo - tek cˇloveka ali premikanje polzˇa, netopirja.
V Unity koncˇano zaporedje slik sestavimo v animacijo, ki pripada po-
sameznemu objektu. S sistemom Mecanim nato zgradimo mrezˇo animacij
(vidna na sliki 4.18). Med njimi preklapljamo glede na stanja spremenljivk,
ki jih dolocˇimo v skriptah.
4.3 Zvok
Zaradi igralnosti in izgleda menim, da so za mojo igro sˇe posebej primerni 8-
bitni zvoki in glasba, imenovana tudi Chiptune. Chiptune je zvrst elektronske
glasbe, ki je mocˇno povezana z igrami in razvojem strojne opreme.
V osemdesetih letih so v naprave zacˇeli vgrajevati programabilne zvocˇne
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cˇipe, zmozˇne FM sinteze, ki so lahko generirali nekaj valovnih oblik signala
- ponavadi kvadratnega, trikotnega, zˇagastega in hrup. S spreminjanjem
lastnosti, kot je amplituda, so lahko proizvajali razlicˇne zvoke.
Kljucˇna lastnost sistemov je bilo omejeno sˇtevilo kanalov, ki so lahko
predvajali te preproste zvoke. To je glasbi dalo znacˇilen zvok, vsaka naprava
pa je zaradi razlicˇnih specifikacij imela svoj prepoznaven ton.
Leta 1985 se je, z izidom Commodor Amige, popularnost Chiptune glasbe
povecˇala, saj je bilo mozˇno zvoke in glasbo ustvarjati v programski opremi
Tracker in shraniti v MOD formatu [37]. Ta je vseboval vzorce zvoka in
informacije, kako so razporejeni na diskretni cˇasovnici. Tracker je sˇe danes
primarni nacˇin ustvarjanja Chiptune glasbe, ki je razsˇirjena v retro igrah in
racˇunalniˇski umetnosti Demoscena.
4.3.1 Zvocˇni efekti
Z orodjem sfxr sem kreiral preproste, kratke zvoke razlicˇnih valovnih oblik, ki
so znacˇilni za retro igre. Ti poudarijo akcije igralca (na primer strel iz loka)
ali mu sporocˇajo pomembne dogodke (na primer izguba zˇivljenja). Poleg
tega sem v igro dodal nekaj realisticˇnih ambientnih zvokov (kapljanje vode,
sˇum vetra), ki sem jih pridobil na spletni strani Freesounds.
V Unity objektu dodamo komponento avdio vir, kateremu nato v skripti
posredujemo zvocˇni posnetek, ki ga zˇelimo predvajati.
4.3.2 Glasba
Osnovno Chiptune glasbeno spremljavo bi lahko naredil v enem izmed oro-
dij, kot je FamiTracker. Spremljevalna glasba regulira vzdusˇje in napatost
trenutnega dogajanja igre. Ker nisem glasbeno podkovan, sem se odlocˇil, da
uporabim primerno nelicencˇno glasbo, na voljo na spletu, ki bo bolje ustre-
zala tej vlogi.
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Slika 4.17: Animacije igralca.
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Slika 4.18: Najviˇsja raven Mecanim sistema animacij igralca, ki skrbi za
preklapljanje med glavnimi akcijami igralca.
Poglavje 5
Zakljucˇne faze
Po koncˇani produkciji je potrebno primerno zdruzˇiti vse dele v zakljucˇeno
igro.
5.1 Alfa faza
Prva od zakljucˇnih faz je v industriji poimenovana alfa faza. Vsi elementi
igre so implementirani in delujejo, potrebno je le nastaviti njihove lastnosti.
V moji igri sem v tej fazi dolocˇil obliko cˇrk graficˇnega vmesnika, zgradil
nivo igre iz prej implementiranih plosˇcˇic in prilagodil lastnosti sistema za
ustvarjane sovrazˇnikov. Ko lahko igro preigramo od zacˇetka do konca in
vsebuje vse zˇeljene znacˇilnosti, lahko nadaljujemo z naslednjo fazo.
5.2 Beta faza
V beta fazi se osredotocˇimo na odpravljanje hrosˇcˇev in prilagajanje igralcˇevi
izkusˇnji. V ta namen vecˇje igre testirajo mnozˇice testnih igralcev. Mojo igro
so testirali prijatelji in druzˇinski cˇlani ter nenazadnje tudi jaz.
Po mnogih igranjih smo odkrili nekaj hrosˇcˇev, na primer napacˇna nad-
gradnja za dolocˇeno stopnjo mocˇi in truplo letecˇega sovrazˇnika, ki je ob smrti
vcˇasih padlo cˇez trkalnike nivoja in tako preprecˇilo zakljucˇek trenutne sto-
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pnje.
Poleg odkrivanja hrosˇcˇev je pomembno pridobiti mnenja o igri, sˇe posebno
negativne kritike. Te nam omogocˇijo, da odpravimo tezˇave, ki jih sami ne
odkrijemo. Igralce moje igre je zmotilo, da ni bilo mozˇno prekiniti dialoga in
uvodne animacije. Nekateri tudi niso odkrili sistema odlocˇitev in nadgradenj,
saj vecˇina pred igranjem ni prebrala navodil. Vse to so upravicˇene kritike
tezˇav, ki sem jih nato odpravil.
Pomembno je, da s prekomernim prilagajanjem zˇeljam igralcev ne ogro-
zimo celostne vizije igre. Nikoli ne bomo mogli zadovoljiti vseh zˇelj - nekateri
igralci igre so se pritozˇevali, da je igra pretezˇka, spet drugi, da je prelahka.
V igro sem zato samo dodal kodo, ki igralca naredi nesmrtnega. Prav tako
nisem implementiral sistema shranjevanja, ker bi to vzelo prevecˇ cˇasa ter
unicˇilo arkadno naravo igre.
5.3 Zlata faza in poprodukcija
Ko je igra naposled koncˇana, preide v zlato (angl. gold) fazo, kjer jo objavimo
javnosti in zacˇnemo prodajati.
Po zacˇetni objavi lahko v poprodukciji igro nadgrajujemo z zastonjskimi
posodobitvami. To je v cˇasu digitalne distribucije postalo sˇe posebno prilju-
bljeno, saj lahko zalozˇniki objavijo nedokoncˇane igre z izgovorom, da bodo
popravljene naknadno. Prav tako so pogoste nalozˇljive vsebine in mikro-
transakcije, ki za manjˇse placˇilo igralcu omogocˇijo dostop do nove vsebine,
neredko celo zˇe obstojecˇe vsebine, ki je bila namerno izrezana iz igre.
Moje igre nikoli nisem imel namena prodajati, zato sem jo zastonj objavil
na spletni strani neodvisnih iger itch.io. Ne nacˇrtujem nobenih posodobitev
ali nadgradenj - igra je koncˇana in zakljucˇena celota.
Poglavje 6
Zakljucˇek
V diplomskem delu sem opisal razvoj lastne igre po zgledu ustaljenega pro-
cesa razvoja iger, ki se uporablja v industriji. Pri tem sem predstavil vse faze
razvoja in pokazal, da je igra produkt, sestavljen iz vecˇ enakovrednih vidikov.
Razvoj igre je multidisciplinaren projekt, ki zahteva znanje racˇunalniˇstva, li-
kovne umetnosti, glasbe in oblikovanja igralnosti. Za vsako lastnostjo igre se
skriva oblikovna odlocˇitev, sprejeta na podlagi nekega tehtnega razloga.
Med razvojem sem naletel na razlicˇne ovire, ki sem jih resˇil (na primer
pravilno prikazovanje pikslov) in tezˇave s hrosˇcˇi Unity pogona, ki jih vcˇasih
ni mogocˇe odpraviti. Ob vsem tem sem pridobil veliko izkusˇenj z razvojem
iger, ki jih bom uporabil pri naslednjih projektih.
Nekatere funkcionalnosti igre sem opustil, zato se koncˇna igra rahlo raz-
likuje od zacˇetnega nacˇrta. Cˇe bi imel vecˇ cˇasa ali pomocˇi, bi implementiral
zaveznike, ki bi pomagali igralcu v boju, grajenje barikad in mozˇnost pogo-
vora s prebivalci mesta, ki je v trenutni igri predstavljeno le v ozadju. Tudi
v vecˇjih produkcijah je pricˇakovano, da nekatere planirane funkcionalnosti
niso prisotne v koncˇnem produktu.
Kljub temu menim, da je igra zakljucˇena celota vseh potrebnih delov in
sluzˇi kot dober primer razvoja igre.
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