Abstract. We extend a previously proposed symbolic model transformation property prover for the DSLTrans transformation language. The original prover generated the set of path conditions (i.e., symbolic transformation executions), and verified atomic contracts (constraints on input-output model relations) on these path conditions. The prover evaluated atomic contracts to yield either true or false for the transformation when run on any input model. In this paper we extend the prover such that it can verify atomic contracts and more complex properties composed of atomic contracts. Besides demonstrating our prover on a simple transformation, we use it to verify different kinds of properties of an industrial transformation. Experiments on this transformation using our prover show a speed-up in verification run-time by two orders of magnitude over another verification tool that we evaluated in previous research.
Introduction
In Model-Driven Development (MDD), models are the basic blocks of software development, and model transformations are used to map between models conforming to different metamodels. Given their key role in MDD, verification of transformations is becoming of increasing interest to researchers [2, 16] .
In this study, we formulate and focus on the following research question: "How can we efficiently verify properties of transformations expressed as input-output model relations?". We focus on properties expressed as input-output model relations since they have been highly investigated in the literature, using both textual (e.g., [9, 3] ) and graphical (e.g., [5, 20] ) property languages. After a thorough review of studies addressing the same research question, we found several limitations in the state of the art. For example, several studies translate either the transformation (e.g., [9, 10] [20] ) that prove properties for transformations only when run on a specific input. More general, input-independent techniques are needed were property verification is to be performed only once for the transformation, and verification results are to be guaranteed for all possible inputs.
In an attempt to answer the above research question and overcome limitations of previous studies, we investigate verifying properties of transformations implemented in the graph-based model transformation language DSLTrans [7] . DSLTrans is non-Turing complete, i.e., DSLTrans cannot specify transformations that require unbounded loops (e.g., simulation transformations). We extend a symbolic model transformation property prover for DSLTrans [14, 12] that was previously limited to verifying atomic contracts (i.e., constraints on input-output model relations). The extension we present in this paper supports a more expressive property language that facilitates verifying atomic contracts and compositions of atomic contracts in the form of propositional logic formulae. Moreover, our prover now handles rules that overlap in their application.
The contribution of this study, at a high level, is extending a DSLTrans property prover that is input-independent [2], i.e., verification results generated by the prover hold for all possible inputs. Our specific contributions are:
-We describe how our prover currently handles overlapping rules (Section 4).
-We introduce our new property language, and show how it can be used to express commonly occurring properties, e.g., multiplicity invariants.
(Section 5). -We apply our extended prover to an industrial case study [18] (Section 6).
-We demonstrate how our extensions of the prover led to a two orders of magnitude improvement in execution time over the verification tool we used in another study [17] . We also discuss the strengths and limitations of our prover (Section 7).
This study adds to the state of the art (Section 8) and is useful to transformation verification research in general. We provide some evidence for our prover's scalability and usefulness since verification using our prover does not have to be performed for each input. Thus, we motivate researchers to adopt our prover. Moreover, users of languages other than DSLTrans can benefit from our study in two ways: (1) the study can be used as a guide to develop input-independent verification tools for any language; (2) higher order transformations (HOTs) can be developed to convert transformations in other languages to DSLTrans to enable using our prover. To develop such HOTs, research has to be conducted to understand what class of transformations can be translated to DSLTrans.
Section 2 summarizes DSLTrans and it's simplest properties; Section 3 overviews our prover's architecture; Section 4 describes path condition generation; Section 5 discusses our prover's verification technique; Section 6 demonstrates an industrial case study; Section 7 discusses our prover's strengths and limitations; Section 8 reviews related work; Section 9 concludes and presents future work.
