Introduction: Is Using Open Source Different?
As open source software adoption by organizations continues to grow, open source is increasingly perceived as a 'normal' option, rather than as a strange new technology requiring special justification and extraordinary precautions. In a way, this is a victory for advocates who have fought to have open source software judged by the same criteria as 'normal' proprietary software (e.g., [10] ). The very term 'open source' itself was invented, in part, to downplay the differences between community-built and traditional software, making open source seem more familiar and acceptable for organizational use than 'free' (as in 'freedom') software [12] .
However, in the rush to make open source software appear 'normal', there is a risk that the potentially unique benefits of open source might not be fully considered. Forcing a disruptive innovation to compete using existing performance criteria, rather than along new dimensions where it excels, often puts the disruptive innovation at a disadvantage [3] . There continue to be cases where using open source as a direct replacement for proprietary software is easily justified (e.g., [6] ). However, it can be difficult to make the case for 'ripping out' established proprietary software that 'already works' and replacing it with an open source equivalent that the organization has no experience with. In these situations, it would be helpful to have a clear argument for other performance dimensions along which open source use might be superior. It might also be helpful to think of these new performance dimensions not only in terms of justification, but also in terms of strategic use. How would open source allow us to do things differently from proprietary software use? What difference does using open source make?
The case for open source in software development has been made elsewhere (e.g., [7] ), along with choices for open source development strategies. Here, we focus on the choices for user organizations that are not primarily in the business of software development. Based on three different types of organizational outcomes, we offer three strategies for open source deployment in user organizations.
Open Source Deployment: Three Types of Outcomes
Open source has been seen as a revolutionary, disruptive force for software development (e.g., [2] ), but debate continues as to whether the organizational outcomes of open source use are similar to those of traditional proprietary software (e.g., [8] ). We find it helpful to distinguish between the typical business benefits that come from using open source as a substitute for proprietary software, and the innovation and knowledge sharing benefits that are unique to open source software.
Substitution
Substitution takes place when open source software is used to replace the equivalent proprietary software. Studies of open source adoption suggest that organizations are motivated by the desire to replace costly proprietary software with open source equivalents, providing similar functionality and performance (e.g., [4] ). Some go further and argue that organizations ignore the 'ideological' dimensions of open source-such as having the freedom access to source code-and only focus on practical benefits such as functionality and cost (e.g., [13] ). W expect that the main outcomes of open source use for substitution will be cost reduction and increased functionality. A typical example of substitution can be seen in the case of an Irish hospital, searching for software that was "zero cost or as cheap as possible." ( [6] , p. 54) The main outcomes reported in this case were a 6.5 million Euro initial purchase savings, and 12 million Euros in total savings over a 5 year period. In other examples of substitution, pure cost savings are not as important as selecting the 'best technology' for the job, usually in terms of functionality, reliability, or security (e.g., [16] ).
These evolutionary (rather than revolutionary) outcomes from open source software use would be similar to those expected from the use of proprietary software. An open source software package might provide the same or better organizational benefits-return on investment, functionality, security, or standards compliance-as a corresponding proprietary package. For example, a Windows server could be replaced with a Linux server because it provides better total cost of ownership, or Firefox could be chosen as a browser over Internet Explorer for improved security.
Innovation
The second outcome in our framework, innovation, takes place when open source software is used as a platform or foundation for creating new applications within an organization. Open source software is a 'generative system' [25] that allows organizations to create new applications by building on the freely available work of the community. The use of open source leads to increased innovation because of the leverage it provides, its accessibility for experimentation, and its adaptability due to source code access and modular design.
Open source can increase the rate of innovation by providing frameworks and libraries for programmers, such as when Django or Rails are used to develop new web applications quickly. Open source repositories can be used to share software across projects within an organization (e.g., [11] ). Open source applications such as Drupal, WordPress, Joomla, or SugarCRM have modular architectures that facilitate innovative new applications with little or no custom programming. One example is a new website built by the City of San Francisco in a few weeks using the WordPress platform, instead of through the usual lengthy development process [1] .
The unique aspects of open source licensing allow successful experiments to quickly spread throughout the organization, without having to be constrained by strict licensing terms and their associated costs. Organizations can commit serious resources only after an innovation has proven itself.
Knowledge Reuse
Knowledge reuse is the "sharing of best practices or helping others to solve common technical problems" ( [9] , p. 59). As software, open source facilitates knowledge reuse not only through shared repositories of knowledge about facts, but also by sharing procedural knowledge-code that runs business processes.
Knowledge reuse comes from the sharing of organizational expertise through open source software. One type of knowledge reuse comes from creating explicit partnerships or alliances to jointly develop open source business applications, such as the substance abuse treatment system developed in Maryland and Texas and now adopted by other states [15] . A different type of knowledge reuse comes from the creation of distributions, or versions of open source software that are pre-configured for specific business applications. For example, the CiviCRM project configures open source content management systems for the specific needs of not-for-profit organizations. Other open source projects allow users to easily create and share addons for specific business applications, such as plug-ins for WordPress sites.
Knowledge reuse can be seen as the most revolutionary, or disruptive, type of outcome from open source use in organizations. It might seem difficult to imagine that organizations would freely reveal their novel business applications to others. And yet, this is what the research on 'user-centric' or 'democratized' innovation implies will happen (e.g., [14] ), if open source business software becomes widespread. The open innovation literature suggests that user organizations, not enterprise software vendors, might someday provide the majority of innovations, share them freely, and pool their work with other user organizations, as they do in surprisingly many other industries. This could lead to the free sharing of organizational innovations and best practices, through the use of open source software as platforms. Open source may be much more than low-cost software. It could be a mechanism for sharing and reusing organizational knowledge.
Three Strategies for Open Source Deployment
Because the types of outcomes for open source use are fundamentally different, we expect that achieving different outcomes will require different strategies.
The substitution strategy is probably the most commonly used today. The substitution strategy is to evaluate and adopt open source software in exactly the same way as proprietary software. The advantage of this approach is that it fits the way organizations already make decisions. The disadvantage is that evaluation and use might not take advantage of the unique strengths of open source software. The substitution strategy might force organizations to 'rip out' proprietary software that 'already works' for an unproven open source equivalent with roughly the same features. The open source package could have initial cost advantages, but the substitution strategy burdens the open source case with the switching costs. A different strategy is to focus on business needs that are not currently being addressed by proprietary software. Open source software can be deployed and used without many of the usual cost and license considerations that limit proprietary software use. If there are many business processes that could be improved by using new applications, but are individually too small to justify a full-scale proprietary software acquisition project, then an innovation strategy might be effective. Once open source has been brought in for 'experimental' or 'prototype' projects, growing experience and expertise with open source could lead to wider deployment. In the banking industry, Linux servers at first were not sold as a direct substitute. But as the years went by, and Linux servers 'just worked', it was easier to make the case for using Linux more widely. Open source applications for business can follow a similar path of guerrilla first, mainstream afterwards.
The knowledge reuse strategy uses open source to find bodies of valuable knowledge (software, and people) that have already been created, and join that community in order to facilitate your organization's ability to reuse and refine that shared knowledge. In contrast with the innovation strategy, which involves deploying open source software that already exists, the knowledge reuse strategy is an attempt to improve a software project's usefulness to a user organization through contributions and community interactions. This strategy opens the possibility of obtaining the full benefits of open innovation. And it addresses the risk of not having enough influence on an essential software platform's future direction, if an organization does not contribute to its ongoing evolution (e.g., [5] ).
Conclusion: The Promise of Open Source
We expect that, like many new technologies, open source is mostly understood and used in the same ways as the technology that came before it. Open source use that substitutes for proprietary software can have a significant impact by changing cost structures, or by preventing any one competitor from controlling a technology standard. But open source use for innovation can make a dramatic difference as well. Within organizations, it gives IT departments the ability to create new business applications that would never be practical otherwise, possibly dramatically improving the performance of business tasks. Open source use for innovation also allows organizations to launch new products or services that would not have been possible with the license restrictions of proprietary software.
However, the most revolutionary potential for open source use is when organizations decide to jointly develop and deploy open platforms. The extension of democratized innovation [14] , generative systems [17] , and peer-production [2] to enterprise applications could result in an explosion of knowledge sharing and reuse around basic business processes. When sharing organizational knowledge through software becomes not just 'a nice thing to do', but actually the more efficient and effective way to operate, we will have reached an important cross-over point where freely-revealed software becomes the norm, rather than the exception; where the majority of business software innovations come from the business that use it, rather than from proprietary enterprise software vendors.
