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Az alapvető rendezési algoritmusok nagyon fontos szerepet játszanak egy programozó 
eszköztárában, használatuk elősegíti a hatékonyabb programok fejlesztését. 
Sokakban merül fel a kérdés, hogy miért van szükség a rendezési algoritmusok ismeretére, 
hiszen szinte bármilyen manapság használt programozási nyelvben van beépített függvény, 
amely például tömbök rendezéséért felel. Erre a kérdésre a válasz meglehetősen egyszerű, 
először is ahhoz, hogy valamilyen programozási eszközt megfelelő hatékonysággal és 
biztonsággal tudjunk használni, fontos az eszköz működésének ismerete, másodszor pedig 
nem létezik egy, mindegyik másik rendezés fölött álló, tökéletes rendezés. Az, hogy egy 
adott helyzetben melyik rendezés használata a leghatékonyabb, több dologtól is függ. Ezek 
között van például  a programot a jövőben futtató számítógép számítási kapacitása, a 
rendezés végrehajtásához rendelkezésre álló plusz tárterület mérete vagy a rendezni kívánt 
adatszerkezet típusa.  
Szakdolgozatomban kizárólag tömbökön végrehajtott rendezésekkel foglalkozok, viszont 
tömbökre sem adható meg egyértelműen legjobb rendezés. Természetesen 
általánosságban véve beszélhetünk hatékony és kevésbé hatékony rendezésekről, azonban 
ezeknek az “értékeléseknek” a nagy részét ki is kidobhatjuk az ablakon, ha a tömbünkben 
lévő elemek valamilyen formában előrendezettek. Jó példa erre a kupacrendezés és a 
beszúró rendezés közötti különbség, ugyan véletlenszerű tömb esetén a kupacrendezés 
átlagos futási ideje sokkal rövidebb mint a beszúró rendezésé, azonban rendezett vagy 
majdnem rendezett tömb esetén a beszúró rendezés élvez sebességbeli előnyt a 
kupacrendezéssel szemben.  
Az ilyen különbségek miatt fontosnak tartottam, hogy a különböző algoritmusok működését 
több, egymástól eltérő típusú tömbön is meg lehessen vizsgálni, továbbá lehetősége nyílik 
a felhasználónak arra, hogy egymás mellé tegyen két különböző rendezést és így futás 




2. Rendezési algoritmusokról röviden 
 
Programomban hat darab különböző rendezési algoritmus működését mutatom be. Ezek az 
algoritmusok mind szerepeltek az “Algoritmusok és adatszerkezetek 1-2” tárgyak 
valamelyikén. Az alábbi fejezetben rövid leírással valamint struktogrammal ismertetem a 
működésüket. 
 
2.1. Buborék rendezés (bubble sort) 
A buborék rendezés az egyik legismertebb és legkevésbé hatékony rendezési algoritmus. 
Működése roppant egyszerű. Először összehasonlítjuk a tömb első két elemét, ha 
egymáshoz képest rossz sorrendben vannak (azaz a bal oldali nagyobb), akkor 
megcseréljük őket, különben nem csinálunk velük semmit. Ezután a második és harmadik 
elemen végezzük el ezt az összehasonlítást. Ezt egészen addig ismételjük amíg az utolsó 
előtti  és az utolsó elem összehasonlításra nem kerül. Az összehasonlítás (és esetleges 
csere) után, a tömb legnagyobb eleme az utolsó pozícióba került, úgymond 
felbuborékoltatta az algoritmus a tömb tetejére. Ezután ezt a buborékoltatást 
megismételjük eggyel rövidebb hosszúságú résztömbre (ugyanis az utolsó elem már 
rendezve van). Ezt a lépéssorozatot n-1-szer megismételve (ahol n a tömb hossza), 
rendezett tömböt kapunk. 
  
Buborék rendezés struktogramja 
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2.2. Beszúró rendezés (insertion sort) 
Beszúró rendezés kezdetekor az első elemet kijelöljük mint rendezett résztömb, majd a 
rendezett résztömb utáni első elemet összehasonlítjuk az előtte lévővel, amennyiben rossz 
sorrendben vannak, megcseréljük őket. Ezt az (összehasonlítjuk az előtte lévővel és 
megcseréljük) folyamatot addig ismételjük amíg az elem a helyére nem kerül a rendezett 
résztömbön belül. Ezután a rendezett résztömbünk mérete nő eggyel és a résztömb utáni 
elemet ismét elcserélgetjük a helyére. Ezt a folyamatot n-1-szer megismételve (ahol n a 
tömb hossza), rendezett tömböt kapunk. 
Egy javított verziója a beszúró rendezésnek úgy néz ki, hogy mindegyik iteráció elején a 
lesüllyeszteni kívánt elemet kimentjük egy változóba és csere helyett csak bemásoljuk 
mindig a helyére azt az elemet amivel eredetileg megcserélnénk. Ezzel a módszerrel az 
értékadások száma sokkal kevesebb lesz a rendezés során.  
Mind a programomban, mind az itteni struktogramban ezt a javított verziót valósítom meg. 
 
 




2.3. Kupacrendezés (heapsort) 
A kupacrendezés működésének a lényege, hogy megkeressük a tömbben a legnagyobb 
elemet majd kicseréljük a tömb végén lévővel. Ezt az eljárást ismételjük egyre kisebb és 
kisebb résztömbre, egészen addig amíg a résztömb már csak egy hosszúságú, ekkor ugyanis 
a tömbünk már rendezve van. 
Van azonban egy ilyen elven működő, a kupacrendezésnél sokkal ismertebb rendezés, a 
maximum kiválasztó rendezés.  A két rendezés a maximális elem kiválasztásának módjában 
tér el egymástól és ez a kis különbség nagy sebességbeli előnyt jelent a kupacrendezés 
számára. 
A kupacrendezés egy speciális adatszerkezetet, úgynevezett “kupacot” használ a maximális 
elem megtalálásához. A kupac a bináris fák egy speciális típusa, aminél garantált, hogy 
gyökérben (esetünkben a tömbünk elején) lesz  a legnagyobb elem. Miután a tömb végére 
való cserét végrehajtottuk, elvégezzük a kupaccáalakítást eggyel rövidebb résztömbre. Ezt 






2.4. Összefésülő rendezés (merge sort) 
Az összefésülő rendezések két rendezett tömbnek a közös rendezett tömbbe való 
összefésülésének az egyszerűségét használják ki. Hátrányuk ezeknek az algoritmusoknak, 
hogy lineáris nagyságú plusz tárhelyre van szükségük a rendezéshez. 
Az összefésülő rendezésnek két különböző megvalósítása is van, ezeket külön pontokban 
tárgyalom. 
 
2.4.1. Rekurzív összefésülő rendezés 
A rekurzív verziónál először kettéosztjuk a rendezni kívánt tömböt, ha a tömb hossza nem 
páros akkor a bal oldali résztömb lesz rövidebb. Ezután meghívjuk a rendezést mindkét 
résztömbön (rekurzív hívás), majd a végén összefésüljük a két résztömböt. 
 
Rekurzív összefésülő rendezés struktogramja 
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2.4.2. Iteratív összefésülő rendezés 
Az iteratív verziónál először kettesével lépkedve megyünk végig a tömbön és közben 
összefésüljük páronként az egy hosszú résztömböket. Miután végigértünk, a következő 
iterációban négyesével haladunk végig a tömbön és közben a páronként a kettő hosszú 
résztömböket fésüljük össze. Majd nyolcasával, tizenhatosával… Ezt a folyamatot addig 
folytatjuk, amíg a lépéseink mérete nem nagyobb mint a tömbünk mérete. 
Amennyiben az egy lépésben vett résztömb eleje még a tömbben szerepel, de a vége már, 
a mérete miatt túllógna a tömbön, úgy a kiválasztott résztömb kezdete és a rendezni kívánt 
tömb vége között hajtjuk végre az összefésülést, amennyiben szükséges. 
Ha az eredeti tömbünk mérete kettő valamelyik hatványa, akkor amikor leáll az utolsó 
iteráció a tömbünk rendezve lesz. Amennyiben a tömb nem kettő hatvány méretű, úgy az 
iteráció leálltakor a tömbünkben kettő rendezett résztömb szerepel. Ezeket összefésülve 
rendezett tömböt kapunk.  
 
Iteratív összefésülő rendezés struktogramja 
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2.5. Gyorsrendezés (quicksort) 
A gyorsrendezés iskolapéldája az “oszd meg és uralkodj” típusú rendezéseknek (amilyen a 
rekurzív összefésülés is volt).  
Első lépésként kiválasztunk egy elemet. Ez lesz a tengely. A tengely kiválasztása 
többféleképpen történhet, de ha semmit sem tudunk előre a rendezni kívánt tömbről akkor 
a legcélravezetőbb véletlenszerűen kiválasztani ezt az elemet. Ezután átrendezzük a tömböt 
úgy, hogy a tengelytől balra a nála kisebb, a tengelytől jobbra a nála nagyobb elemek 
kerüljenek, így a tengely a helyére került a tömbben. Miután ezzel végeztünk meghívjuk a 
gyorsrendezést a kisebb és a nagyobb elemekből álló tömbünkre is. Ha az egyelemű 
résztömbök esetén nem hívjuk meg a rendezést újra, akkor a rekurziós hívások végeztével 





3. Felhasználói dokumentáció 
 
3.1. Feladat leírása 
Szakdolgozatom keretein belül egy olyan program megvalósítása volt a cél, amely segítséget 
nyújt felhasználóinak az alapvető rendezési algoritmusok működésének megértésében. 
Az alkalmazás különböző méretű tömbelemeket, különböző méretű oszlopokkal 
reprezentál, így jól látható az egyes rendezési algoritmusok működésének a lényege. 
Továbbá fontos része volt a kitűzött feladatnak két algoritmus futás közbeni 
összehasonlításának lehetősége. Ehhez a programban két különböző felületet hoztam létre. 
Egyik felületen részletesen tekinthető meg a rendezés működése, lehet léptetni egyesével 
előre és hátra is, míg a másik felületen két rendezést helyezhetünk egymás mellé és 
futtathatjuk őket egyszerre. Így megtekinthető a két módszer között lévő 
sebességkülönbség rendezés közben. 
 
3.2.  Rendszerkövetelmények, telepítés 
A program futtatására bármilyen számítógép alkalmas, amelyen elfut egy modern 
webböngésző.  A szövegek kényelmes olvasásához ajánlott a minimális 1600x900 pixeles 
felbontás, de ennél kisebb felbontású kijelzőn is lehet futtatni a programot. Ekkor viszont 
javasolt a böngésző nagyítási méretét kisebbre állítani hogy az alkalmazás teljes felülete 
kiférjen. 
Futtatása, amennyiben nem egy weblapon keresztül érjük el az alkalmazást, a build 
mappában lévő index.html fájl megnyitásával lehetséges. Ekkor az alapértelmezett 
böngészőben elindul a program.  
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3.3. Program használatának ismertetése 
Itt tartom fontosnak megemlíteni, hogy a programot a nagyobb hallgatóbázis elérése 
érdekében, angol nyelven írtam. Így minden leírás és elnevezés angolul szerepel benne. 
 
3.3.1. Kezdőképernyő (Home) 
A program első indításakor a Home oldalra kerülünk, ez a kezdőképernyőnk. Itt rövid leírást 




A “Home” oldal felülete 
 
A felső sávban található a navigációs menü. Az ott lévő gombok segítségével tudunk 




3.3.2. Részletes nézet (Detailed view) 
A részletes nézetben lehetőségünk nyílik egy rendezés működését lépésről lépésre 
végigkövetni, visszafelé lépni, megállítani azt vagy tetszőleges (és futás közben 
változtatható) sebességgel lefuttatni. 
 
 
A “Detailed view” oldal felülete 
 
Az oldal bal felső sarkában található a Beállítások panel, ahol a rendezésre vonatkozó 
beállítások lehet megadni, valamint már futó rendezésnél a vezérlés is ezen a panelen 
keresztül valósul meg. Jobb oldalt található a Megjelenítési felület, amely még üres, hiszen 





3.3.2.1. Rendezés indítása részletes nézetben 
A rendezések elindításához ki kell töltenünk a Beállítások panel által kínált opciókat.  
 
 
Beállítások panel felülete 
 
Ehhez meg kell adnunk, hogy milyen algoritmussal szeretnénk rendezni a tömböt, milyen 
típusú tömböt szeretnénk rendezni valamint milyen hosszú legyen a rendezni kívánt 
tömbünk. 
Az algoritmus választóban az alábbi lehetőségek közül választhatunk: 
 Bubble sort  - buborék rendezés 
 Insertion sort  - beszúró rendezés 
 Heapsort -  kupacrendezés 
 Merge sort (seq)  - iteratív összefésülő rendezés 
 Merge sort (rec) - rekurzív összefésülő rendezés 






A tömb választóban az alábbi lehetőségek közül választhatunk: 
 Random - véletlenszerűen összekevert tömb 
 Almost sorted - majdnem rendezett tömb, minden elem maximum három távolságra 
van a helyétől 
 Few in wrong places - a tömb nagy része rendezett, egy-két elem van rossz helyen 
 Reversed - fordítva rendezett tömb 
 Few unique - véletlenszerűen összekevert tömb, ami abban különbözik a “Random” 
tömbtől, hogy csak n/5  különböző érték szerepel benne, ahol n a rendezni kívánt 
tömb hossza. 
 Sorted - teljesen rendezett tömb 
 
A tömbhossz beolvasó számokat fogad el, 10-től 99-ig. 
Sikeres kitöltés esetén, a Lock & Apply feliratú gomb aktívvá válik és rákattintva betöltődik 
a tömb a megadott adatok alapján, megjelennek a vezérlésért felelős gombok valamint a 
kattintott gomb felirata Unlock-ra változik. 
 
 






A rendezés vezérlőfelületén a fehér háromszöget tartalmazó start gombra kattintva a 
rendezés elindul automatikusan és a rendezés vezérlőfelülete is átalakul. 
 
 
A rendezés vezérlőfelülete futó rendezés alatt 
 
3.3.2.2. Rendezés kezelése részletes nézetben 
A rendezés elindítása után lehetőségünk van megállítani a rendezést pause gombbal vagy 
teljes mértékben visszaállítani az elindítás előtti helyzetbe a reset gombbal. 
A pause gombbal való megállítás után lehetőségünk nyílik egyesével lépkedni a 
rendezésben (akár előre, akár hátra).  
 
 
A rendezés vezérlőfelülete miután megállítottuk a rendezést 
 
A fent látott vezérlőfelülettel megegyező felület láthatunk akkor is, ha a rendezést nem a 
start gombbal hanem a next gombbal kezdjük. 
Látható a vezérlőfelületen továbbá egy csúszka amivel a rendezés sebességét lehet állítani. 
Ennek a hatása csak akkor érzékelhető, ha a rendezést nem kézzel léptetjük, hanem 
automatikusan futtatjuk. 
Fontos még itt megjegyezni, hogy a Beállítások panelt csak akkor van lehetőség Unlock-olni 
és szerkeszteni, ha a rendezés véget ért vagy a Reset gombbal megállítottuk azt. 
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3.3.3. Összehasonlító nézet (Comparative view) 
Az összehasonlító nézet biztosít lehetőséget arra, hogy két különböző rendezést egy időben, 
egymás mellett futtassunk. 
 
A “Comparative view” oldal felülete 
 
A Detailed view-tól eltérő módon ebben a nézetben a Beállítások felület nincs jelen az oldal 
alap felületén. Elérése a Beállítások gombra való kattintással lehetséges. Ezután a képernyő 






Észre lehet venni, hogy a Beállítások ablak csak egy darab mező tartalmaz a tömb típusának 
és a tömb hosszának kiválasztására. Ez azért van mert a két algoritmus azonos kezdeti 
tömbön hajtja végre a rendezést.  
Megjegyezném itt, hogy lehetőségünk van a bal és jobb oldali algoritmusnak ugyanazt 
megválasztani, bár a gyorsrendezést leszámítva mindkét oldalon ugyanaz futna le ilyenkor. 
 
 A Submit settings gomb csak akkor aktiválódik, amikor az összes mező ki van töltve.  




A “Comparative view” oldal felülete a rendezési beállítások elfogadása után 
 
Megváltozik továbbá a rendezés vezérlőfelülete is. Megjelenik rajta a start gomb. 
 
 






A start gomb megnyomása után a két rendezés egyszerre indul el, ekkor ismét megváltozik 
a rendezés vezérlőfelületének a megjelenése, a beállítások gomb inaktív lesz és addig nem 
kattintható amíg mindkét rendezés a végére nem ért, vagy nem állítottuk alaphelyzetbe a 
rendezéseket a most megjelent reset gombbal.  
 
 
A rendezés vezérlőfelületének megjelenése a rendezés futása alatt 
 
A sebességválasztó csúszka segítségével lehetőségünk nyílik változtatni a rendezés 
sebesség, mind rendezés közben, mind a rendezés futása közben lévő szünetben. A 
rendezést szüneteltetni a pause gombbal tudjuk. A szüneteltetett rendezésből a rendezést 




4. Fejlesztői dokumentáció 
 
4.1. Funkcionális követelmények  
A programot akkor tekintjük megfelelően kivitelezettnek, ha megfelel a 
követelményanalízis keretein belül felsorolt elvárásoknak.  
Követelményanalízis a Rendezési algoritmusok szemléltetése és összehasonlítása 
programhoz: 
 Az első számú elvárás a programmal szemben a rendezési algoritmusok 
működtetésének megvalósítása. Alkalmazásunknak képesnek kell lennie a 
következő hat rendezési algoritmus futtatására, akár lépésenként előre-hátra, akár 
elindítva, automatikusan: buborék rendezés, beszúró rendezés, kupacrendezés, 
rekurzív összefésülő rendezés, iteratív összefésülő rendezés, gyorsrendezés. 
 Ahhoz, hogy egy algoritmus működését érthető módon bemutassuk, meg kell 
valósítanunk egy olyan felületet, ahol a felhasználó ki tudja választani a vizsgálni 
kívánt algoritmust és végig tudja azt vezetni egy tömb rendezésén a következő 
műveletekkel: rendezés indítása, rendezés megállítása, rendezés léptetése előre, 
rendezés léptetése hátra valamint rendezés sebességének beállítása. Ehhez olyan 
vezérlés elkészítése szükséges, amely jól átlátható, kényelmesen kezelhető és 
használata könnyen elsajátítható. 
 Két algoritmus párhuzamos futtatására is lehetőséget kell biztosítanunk. Az 
átláthatóság, kényelmes kezelhetőség és a kezelés könnyű elsajátításának 
megtartása itt is kulcsfontosságú. Ezen felül törekednünk kell arra, hogy az egyes 
rendezések összehasonlításánál az algoritmusok rendezési sebessége a másik éppen 




 Mivel az egyes rendezési algoritmusok sebességét nagyban befolyásolja a rendezni 
kívánt tömb típusa (rendezettsége, elemek értékei, hossza…), ezért lehetőséget kell 
biztosítanunk különböző rendezettségű és méretű tömbök kiválasztására. 
 A mai, internet által dominált világban nem várható el a leendő felhasználótól, hogy 
egy ilyen program használatához segédszoftvereket kelljen telepítenie a 
számítógépére vagy, hogy a programunkat telepítenie, esetleg letöltenie kelljen. 
Éppen ezért az alkalmazásunkat webes környezetben futtathatónak kell 
elkészítenünk, hiszen így lesz lehetséges a programhoz hozzáférő felhasználók 
számának a maximalizálása.  
 Alkalmazásunkat úgy kell elkészíteni, hogy egyszerűen lehessen azt bővíteni. 
Gondolni kell itt például új rendezés hozzáadására vagy a jelenleg meglévő korlátok 




4.2. Felhasználói esetek 
 




4.3. Fejlesztői környezet 
A program megvalósítása a JavaScript nyelv React könyvtárának segítségével történt. A 
JavaScript, mint fejlesztéshez használt nyelv adott volt, hiszen webalkalmazást akartam 
készíteni és eddigi munkatapasztalataim egy jó kiindulópontot biztosítottak a 
szakdolgozatom JavaScriptben való elkészítéséhez. Az igazi kérdés inkább az volt, hogy a 
JavaScript melyik keretrendszerét  használjam fel. Azért esett a Reactre a választásom mert 
még nem dolgoztam vele, de népszerűsége miatt szerettem volna megismerkedni a 
használatával minél hamarabb, amire a szakdolgozatom írása jó lehetőségnek bizonyult. 
A React egy olyan JavaScript könyvtár amely segítségével könnyen lehet komplex 
felhasználói felületeket kialakítani és karbantartani. A React 2013-ban került kiadásra a 
Facebook által. 
A React használatához szükséges, hogy legyen a számítógépünkre NodeJS telepítve, 
valamint a webpack megléte is elengedhetetlen. Amennyiben ezek rendelkezésre állnak, 
akkor a programunk gyökérmappájából az npm install után az npm start parancsot futtatva 
a programunk automatikusan elindul az alapértelmezett böngészőnkben. Ezek után amíg 
meg nem állítjuk ezt a folyamatot, az alkalmazásunk a localhost:3000-en érhető el. 
Az alkalmazás optimalizált build-jét az npm run build paranccsal készíthetjük el. Ennek 




4.4. Megvalósítási terv 
A program megvalósításával kapcsolatban felmerülő legnagyobb kihívást az jelentette, hogy 
leimplementáljuk a rendezési algoritmusokat olyan formában, hogy azokat később előre-
hátra lehessen léptetni. 
A legegyszerűbb megoldásnak az tűnt, hogy a rendezési beállítások megadása után rögtön 
lefuttatom a rendezési algoritmust a tömbre és minden lépésnél kimentem az aktuális 
adatokat egy tömbbe, így később ennek a tömbnek az elemein lépkedve meg tudnám 
mutatni a felhasználónak a rendezés egyes lépéseit.  
 
 
A buborék rendezés megvalósításának vázlata a legelső tervek szerint 
 
Ezzel a tervvel több problémám is volt. Először is, ha csak egyesével léptetjük a rendezést 
akkor felesleges előre az egészet lefuttatni illetve eltárolni, hiszen lehet, hogy csak pár 
lépést szeretne a felhasználó megvizsgálni. A másik problémám ezzel a megoldással az volt, 
hogy el kell tárolnunk az összes lépés eredményét egy tömbben. Ez százas nagyságrendű 
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tömböknél nem jelent problémát, de nem szerettem volna útját állni olyan későbbi 
továbbfejlesztéseknek, amelyekben a rendezni kívánt tömb méretét ezres, tízezres akár 
százezres nagyságrendűre állítanák.  
Egy másik megközelítés az lett volna, hogy a rendezések minden iterációjánál megállítom a 
kód futását X milliszekundumig és akkor így “darabosan” lehetett volna követni az egyes 
rendezések működését. Erről az ötletről is nagyon hamar letettem, mert nem nagyon 
láttam, hogy hogyan lehetne megoldani azt, hogy lehessen egyesével lépkedni előre-hátra, 
valamint a két rendezés egymás mellett lévő futtatása is komoly problémát okozott volna. 
A harmadik megvalósítási terv már a végleges lett. A terv lényege az, hogy minden 
algoritmust úgy valósítunk meg, hogy a paraméterként kapott paraméterobjektumból és 
rendezni kívánt tömbből a visszaadja a paraméterobjektum és tömb egy úgy módosított 
változatát ami megfelel a rendezési algoritmus következő lépésének. Úgy is mondhatjuk, 
hogy minden algoritmusnak a nextStep függvényét valósítjuk.  
Ezzel a megközelítéssel az algoritmusok megvalósításának bonyolultsága lényegesen megnő 
cserébe viszont sok számítási kapacitást és tárhelyet spórolhatunk meg későbbi 
továbbfejlesztések esetére, valamint ez a megoldás nagyban megkönnyíti két rendezés 




4.5. A program fájlszerkezete 
A programunkhoz létrehozott JavaScript és css/scss fájlokat az src mappán belül tároljuk. Az 











Az src mappa felépítése 
 
Az index.js fájl a programunk “belépési pontja”. Ez lesz az a fájl ami kirendereli a App 
komponensünket a dokumentum gyökerébe. Az index.scss fájl a programunk legmagasabb 
szintű megjelenítési sémáiért felelős. 
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A const mappa egy darab fájlt tartalmaz, ez nevezetes a const.js. Itt tároljuk az összes olyan 
alkalmazás szintű konstanst, amelyre a programunkon belül több helyen is szükségünk 
lehet. 
A utils  mappán belül található az algorithms mappa valamint a utils.js fájl,  ami az 
alkalmazásban használt segédfüggvényeket tartalmazza. Az alogrithms mappa a rendezési 
algoritmusokat: bubbleSort.js, heapSort.js, insertionSort.js, mergeSortRec.js, 
mergeSortSeq.js, quickSort.js. 
A view mappában találhatóak a megjelenítésért felelős fájlokat tartalmazó mappák: App, 
Home, Detailed, Comparative,  components.  
Az App mappában található az App.js ami az alkalmazásunk alapkomponensét az App-ot, 
tartalmazza, ezt rendereli ki az index.js. A mappában található még az App.css ami az app 
megjelenéséért felel. 
A kezdőlap megvalósításáért felelős Home.js és Home.scss fájlok a Home mappában kaptak 
helyet. 
A Detailed mappában a Detailed.js és a Detailed.scss fájlok találhatóak. Előbbi a részletes 
nézet megjelenítéséért, utóbbi a megjelenéséért felel.  
A Comparative mappa tartalmazza a Comparative.js fájlt ami az összehasonlító nézet 
megjelenítéséért felel, valamint a Comparative.scss-t ami a megjelenésének a stílusát kezeli. 
A components mappában három újabb mappa található, ezekben a mappákban kaptak 
helyett a program felületét alkotó kisebb komponensek. Az itt található mappák: 
DetailedSettings, ComparativeSettings, Visualizer. 
A DetailedSettings könyvtárban található DetailedSettings.js és DetailedSettings.scss fájlok 





A ComparativeSettings mappában találhatóak a  ComparativeSettings.js és a 
ComparativeSettings.scss fájlok, előbbi az összehasonlító nézet beállítások ablakának 
kirenderelését végzi, utóbbi a megfelelő stíluselemek alkalmazásában játszik szerepet. 
Végül a Visualizer mappában szerepel az alkalmazásunk egyik legfontosabb komponense. A 
Visualizer.js és a Visualizer.scss fájlok végzik el a rendezést szemléltető felületek 
megjelenítését, beleértve ebbe az oszlopok, összehasonlítások és másolások számának és a 




4.6. A program komponensdiagramja 
 
 




4.7. A komponensek részletes ismertetése 
4.7.1. App 
 
Az App komponens felépítése 
 
Az App komponens state-jében található activeTabIndex tárolja el, hogy éppen melyik 
nézetet mutatja az alkalmazás, míg a Methods-ban található onTabChange függvény frissíti 
az activeTabIndex-et minden nézetváltás után. 
 
4.7.2. Home 
A Home egy stateless komponens. Ez a komponens csak egy statikus oldal (a 




  4.7.3. Detailed 
A Detailed komponensünk tartalmazza a Detailed View oldal tartalmát. 
 
 
A Detailed komponens felépítése 
 
A State-ben szereplő adattagok: 
 baseArray: ez a változó tárolja a rendezendő tömb kezdeti állapotát (a rendezés 
alaphelyzetbe állítása miatt szükséges eltárolni). 
 arrayToSort: ebben a változóban is a rendezni kívánt tömb szerepel, viszont ezen a 
tömbön hajtódik végre a rendezés, azaz a tömb változik a rendezés futása alatt. 
 history: ebben a tömbben tároljuk az eddig megtett rendezési lépések értékeit, 
ennek a változónak a megléte teszi lehetővé a visszafele lépést. 
 stepNumber: ebben a változóban tartjuk számon, hogy a history tömb hányadik 
eleme az aktuális lépés, így amennyiben esetleg  visszaléptünk párat a rendezésben, 
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előrelépés esetén nem kell lefuttatni a rendezési lépéseket csak meg kell jeleníteni 
a history következő elemét. 
 speed: ez a változó tartja számon, hogy a rendezésünk milyen sebességgel fut. 
 sorter: ez a függvény az aktuálisan kiválasztott rendezés. 
 sorterRunning: ez a változó jelöli, hogy éppen fut-e az aktuális rendezés. 
 paramsOnDefault: ennek az értéke mutatja, hogy a rendezési paraméterek 
alapértelmezett állapotban vannak-e. 
 sorterName: az aktuálisan futó rendezés neve (megjelenítéshez van rá szükség). 
 sorterParams: a rendezések lelke. Ebben az objektumban tárolódik minden olyan 
változó ami alapján a rendezés metódusa ki tudja számolni a következő lépést. 
 
Metódusok: 
 onSettingsChange(object, string): amennyiben a DetailedSettings komponensen 
belül változás történik (sebességet leszámítva) akkor a DetailedSettings ezen a 
függvényen keresztül értesíti erről a Detailed komponenst. Az első paramétere 
tartalmazza az értékeket amiken belül változás történt, a második paraméter a 
változtatás típusát reprezentálja. 
 onSpeedChange(number): ezen a metóduson keresztül értesíti a DetailedSettings 
komponens a Detailed komponenst, ha sebességváltozás történt. A paraméter az új 
sebességet tárolja. 
 startSort(function): ennek a metódusnak a meghívásával indítható el a rendezés 
automatikus futása, paraméterként a rendezés függvényét kapja meg. 
  next(function): ezzel a metódussal lehet léptetni egyet előre a rendezésen, 
paraméterként a rendezés függvényét kapja meg. 
 back(): ezzel a metódussal lehet léptetni eggyel hátra a rendezésen. 
 stop(): ez a metódus szolgál a rendezés megállítására. 
 resetSorter(): ezzel a metódussal lehet a rendezést alaphelyzetbe állítani. 
 selectSortingAction(string, string): ez a metódus segít kiválasztani, hogy az 
onSettingsChange-ben kapott paraméterek alapján milyen műveletet kell 
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végrehajtania a komponensünknek. Első paraméterben a rendezés nevét kapja meg, 
második paraméterként pedig a végrehajtani kívánt akció nevét. 
 
  4.7.4. DetailedSettings 
A DetailedSettings komponensünkön keresztül tudjuk a Részletes nézet-ben lévő 
rendezések beállításait változtatni. 
  
 




A Propsban szereplő adattagok: 
 handleChange: rendezési beállítás változása esetén ezt a metódust meghívva 
értesíti a DetailedSettings komponens  Detailed komponenst. 
 onSpeedChange: sebesség változása esetén ezt a metódust meghívva értesíti a 
DetailedSettings komponens  Detailed komponenst. 
 allowEdit: ennek a változónak az értéke határozza meg, hogy az adott pillanatban 
lehet-e változtatni a rendezés beállításain vagy sem. 
 sorterRunning:  az ebben a változóban tárolt értékből lehet eldönteni, hogy a 
rendezés az adott időpontban fut-e. 
 stepBackAllowed: ez alapján a változó alapján lehet eldönteni, hogy lehet-e 
visszafelé lépni. 
 startAllowed: ennek a változónak az értéke határozza meg, hogy el lehet-e indítani 
a rendezést vagy nem. 
 sortingIsFinished: ennek a változónak az értékéből tudhatjuk meg, hogy véget ért-e 
a rendezésünk. 
 
A State-ben szereplő adattagok: 
 arrayLengthError: igaz az értéke, ha a megadott tömbhossz nem felel meg az 
követelményeknek, egyébként hamis. 
 sorterSettings: a rendezés beállításait tartalmazó objektum. 
 settingsLocked: értéke igaz, ha a beállítások zárolva vannak, azaz nem 
módosíthatóak az adott pillanatban. 
 
Metódusok: 
 onSorterSelectChange(): ezt a metódust hívja meg a rendezéseket tartalmazó 
legördülő lista eseménykezelője miután kiválasztottunk valamilyen rendezést. 
Beállítja a sorterSettingsben szereplő megfelelő adattagot. 
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 onArrayTypeSelectChange(): ezt a metódust hívja meg a tömböket tartalmazó 
legördülő lista eseménykezelője miután kiválasztottunk valamilyen rendezést. 
Beállítja a sorterSettingsben szereplő megfelelő adattagot. 
 saveParams(): ezt a metódust meghívva tudjuk átadni a beállításokban beállított 
paramétereket a Detailed komponensnek. 
 startToSort(): ezzel lehet elindítani az automatikusan futó rendezést. 
 stopSort(): ezzel lehet megállítani az automatikusan futó rendezést. 
 next(): ezzel lehet egyet lépést tenni előre a rendezésben. 
 back(): ezzel lehet egy lépést tenni hátra a rendezésben. 
 reset(): ezzel a függvénnyel lehet alaphelyzetbe állítani a rendezést. 
 changeSpeed(): ez a függvény hívódik meg miután megváltoztattuk a sebességet, 
ezután értesíti a Detailed komponenst a változásról. 
 validateArrayLengthInput(): ez a függvény segít eldönteni, hogy a megadott 
tömbhossz megfelel-e a korlátozásoknak. 
 lockSettings(): ezzel a függvénnyel lehet elfogadni és zárolni a megadott 
beállításokat. 
 unlockSettings(): ezzel a függvénnyel lehet a megadott beállítások zárolását 
feloldani. 
 isStartAllowed(): ennek a függvénynek a segítségével tudjuk eldönteni, hogy 
lehetséges-e a rendezés indítása. 
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  4.7.5. Comparative 
A Comparative komponensünk tartalmazza a Comparative View oldal tartalmát. 
 
 
A Comparative komponens felépítése 
 
A State-ben szereplő adattagok: 
 baseArray: ez a változó tárolja a rendezendő tömb kezdeti állapotát (a rendezés 
alaphelyzetbe állítása miatt szükséges eltárolni). 
 rightArrayToSort: ebben a változóban a jobb oldali rendezni kívánt tömb szerepel, 
az ebben a változóban lévő tömbön hajtódik végre a jobb oldali rendezés, azaz a 
tömb változik a rendezés futása alatt. 
 leftArrayToSort: ebben a változóban a bal oldali rendezni kívánt tömb szerepel, az 
ebben a változóban lévő tömbön hajtódik végre a bal oldali rendezés, azaz a tömb 
változik a rendezés futása alatt. 
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 speed: ez a változó tartja számon, hogy a rendezéseink milyen sebességgel futnak. 
 leftSorter: ez a függvény az aktuálisan kiválasztott bal oldali rendezés. 
 rightSorter: ez a függvény az aktuálisan kiválasztott jobb oldali rendezés. 
 sorterRunning: ez a változó jelöli, hogy éppen futnak-e az aktuális rendezések. 
 paramsOnDefault: ennek az értéke mutatja, hogy a rendezési paraméterek 
alapértelmezett állapotban vannak-e. 
 rightSorterName: az aktuálisan futó jobb oldali rendezés neve (megjelenítéshez van 
rá szükség). 
 leftSorterName: az aktuálisan futó bal oldali rendezés neve (megjelenítéshez van rá 
szükség). 
 rightSorterParams: ebben az objektumban tárolódik minden olyan változó ami 
alapján a jobb oldali rendezés metódusa ki tudja számolni a következő lépést. 
 leftSorterParams: ebben az objektumban tárolódik minden olyan változó ami 
alapján a bal oldali rendezés metódusa ki tudja számolni a következő lépést. 




 onSettingsChange(object, string): amennyiben a ComparativeSettings 
komponensen belül változás történik (sebességet leszámítva) akkor a 
ComparativeSettings ezen a függvényen keresztül értesíti erről a Detailed 
komponenst. Az első paramétere tartalmazza az értékeket amiken belül változás 
történt, a második paraméter a változtatás típusát reprezentálja. 
 onSpeedChange(number): ezen a metóduson keresztül értesíti a 
ComparativeSettings komponens a Comparative komponenst, ha sebességváltozás 
történt. A paraméter az új sebességet tárolja. 
 startSort(): ennek a metódusnak a meghívásával indíthatóak el a rendezések. 
 next(): ezzel a metódussal lehet léptetni egyet előre a rendezéseken. Comparative 
View-ban az egyes rendezési algoritmusok olyan adatot is visszaadnak, hogy az adott 
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lépésben hány művelet került végrehajtásra (csere esetén például három). Egy next 
hívás egy darab műveletnyit léptet a rendezésen. Azaz, ha például a bal oldali 
rendezésünk legutóbb egy cserét hajtott végre akkor a következő kettő next hívásra 
semmit sem fog csinálni. 
 stop(): ez a metódus szolgál a rendezések megállítására. 
 resetSorter(): ezzel a metódussal lehet a rendezéseket alaphelyzetbe állítani. 
 selectSortingAction(object, string): ez a metódus segít kiválasztani, hogy az 
onSettingsChange-ben kapott paraméterek alapján milyen műveletet kell 
végrehajtania a komponensünknek. Első paraméterben a rendezések nevét kapja 





  4.7.6. ComparativeSettings 
A ComparativeSettings komponensünkön keresztül tudjuk az Összehasonlító nézet-ben lévő 
rendezések beállításait változtatni. 
 
 










A Propsban szereplő adattagok: 
 handleChange: rendezési beállítás változása esetén ezt a metódust meghívva 
értesíti a ComparativeSettings komponens  Comparative komponenst. 
 onSpeedChange: sebesség változása esetén ezt a metódust meghívva értesíti a 
ComparativeSettings komponens  Comparative komponenst. 
 allowEdit: ennek a változónak az értéke határozza meg, hogy az adott pillanatban 
lehet-e változtatni a rendezések beállításain vagy sem. 
 sorterRunning:  az ebben a változóban tárolt értékből lehet eldönteni, hogy a 
rendezések az adott időpontban futnak-e. 
 startAllowed: ennek a változónak az értéke határozza meg, hogy el lehet-e indítani 
a rendezést vagy nem. 
 sortingIsFinished: ennek a változónak az értékéből tudhatjuk meg, hogy véget értek-
e a rendezéseink. 
 
A State-ben szereplő adattagok: 
 arrayLengthError: igaz az értéke, ha a megadott tömbhossz nem felel meg az 
követelményeknek, egyébként hamis. 
 sorterSettings: a rendezések beállításait tartalmazó objektum. 
 dialogVisible: értékétől függően változik a beállítások ablak láthatósága. 
 
Metódusok: 
 onSorterSelectChange(): ezt a metódust hívja meg a rendezéseket tartalmazó 
legördülő lista eseménykezelője miután kiválasztottunk valamilyen rendezést. 
Beállítja a sorterSettingsben szereplő megfelelő adattagot. 
 onArrayTypeSelectChange(): ezt a metódust hívja meg a tömböket tartalmazó 
legördülő lista eseménykezelője miután kiválasztottunk valamilyen rendezést. 
Beállítja a sorterSettingsben szereplő megfelelő adattagot. 
 saveParams(): ezt a metódust meghívva tudjuk átadni a beállításokban beállított 
paramétereket a Comparative komponensnek. 
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 startToSort(): ezzel lehet elindítani az automatikusan futó rendezéseket. 
 stopSort(): ezzel lehet megállítani az automatikusan futó rendezéseket. 
 reset(): ezzel a függvénnyel lehet alaphelyzetbe állítani a rendezéseket. 
 changeSpeed(): ez a függvény hívódik meg miután megváltoztattuk a sebességet, 
ezután értesíti a Comparative komponenst a változásról. 
 validateArrayLengthInput(): ez a függvény segít eldönteni, hogy a megadott 
tömbhossz megfelel-e a korlátozásoknak. 
 isStartAllowed(): ennek a függvénynek a segítségével tudjuk eldönteni, hogy 
lehetséges-e a rendezés indítása. 
 submitSettings(): elmenti a beállításokat és bezárja a Beállítások ablakot 
 closeSettings(): ez a függvény csak bezárja az ablakot mentés nélkül. 
 showDialog(): a Beállítások ablak megjelenítésére szolgáló függvény. 
 
  4.7.7. Visualizer 
A Visualizer komponensünk felelős a rendezés alatt álló tömb aktuális állapotának a 
megjelenítéséért. 
 
A Visualizer komponens felépítése 
 
A Propsban szereplő adattagok: 
 arrayToDraw: a megjeleníteni kívánt tömb. 
 params: a rendezés jelenlegi állásának paraméterei (színezendő oszlopok, 
másolások száma…). 




4.8. Fejlesztési lehetőségek 
Az alkalmazás jövőbeni továbbfejlesztésére az következő lehetőségek állnak 
rendelkezésünkre: 
 Új algoritmusok hozzáadásával lehetne növelni az alkalmazásunk 
felhasználhatóságát. 
 Ha a részletes nézetben a historynak a hosszát lelimitáljuk például 100-ra úgy, hogy 
ha túl sok elem lenne benne akkor az elsőt törölnénk, akkor ugyan 100-ra csökkenne 
a visszalépési lehetőségek száma, viszont 10000-100000 nagyságú tömbök 
rendezése sem okozna memóriabeli problémákat. 
 Jelenleg a Visualizer komponens az oszlopok kirajzolását úgy oldja meg, hogy <div>-
eket renderel egymás mellé. Ennek egy erőforrás-takarékosabb megvalósítása az 
lenne, ha az oszlopokat canvasszel rajzolnánk ki a felületre. 
 Rendezési folyamatok véletlen törlésének elkerülése érdekében meg lehetne 
valósítani egy figyelmeztetést amikor a felhasználó úgy akar elnavigálni az oldalról, 





Az algoritmusok összetettsége miatt azoknak az automatizált tesztje nagyon komplex lenne, 
míg a felhasználói felület egyszerűsége miatt UI tesztet írni nem igazán érné meg. Ezeknek 
a tudatában a manuális tesztelés mellett tettem le a voksomat. 
 
  4.9.1. Felhasználói felület tesztelése 
Normális viselkedések tesztelése. 
Teszteset Várt eredmény Kapott eredmény Vélemény 
Alkalmazás futtatása. 
Home oldal megjelenése, a 
rajta bevezetőszöveggel 
együtt. 
A kapott eredmény 





Részletes nézet megjelenik, 
üres beállítások ablakkal és 
üres megjelenítési felülettel. 
A kapott eredmény 





Helyes adatok megadása 
után a Lock & Apply gomb 
aktívvá válik. 
A kapott eredmény 






A rendezést vezérlő gombok 
közül a Start és a Next 
gombok aktívat lesznek, a 
megjelenítő felületen 
megjelenik a tömb 
reprezentációja, valamint 
megjelennek az algoritmus 
megértését segítő színek és 
számlálók. Ezen felül a  
Lock & Apply gomb átalakul 
Unlock-ra.  
A kapott eredmény 





A rendezést vezérlő gombok 
közül mind a négy aktív lesz. 
A tömbreprezentációban 
megjelenik a színezés, 
valamint nő a számlálók 
értéke a rendezés lépésének 
megfelelően. 
Az Unlock gomb inaktívvá 
válik. 
A kapott eredmény 







Teszteset Várt eredmény Kapott eredmény Vélemény 
Visszafelé lépésekkel 
a eljutás rendezés 
alapállapotába.  
A rendezést vezérlő gombok 
közül csak a Start illetve a 
Next lesz aktív, valamint az 
Unlock gomb aktívvá válik. 
A kapott eredmény 
megegyezik a várt 
eredménnyel. 
✔ 
Rendezés indítása a 
Start gombbal. 
A Start gomb Pause gombbá 
alakul, a Next gomb inaktívvá 
válik, valamint aktivizálódik a 
Reset gomb. Ezen kívül a 
rendezés a leglassabb 
fokozaton elindul. 
A kapott eredmény 






A rendezés sebessége a 
csúszkán kiválasztott érték 
függvényében dinamikusan 
változik. 
A kapott eredmény 




a Pause gombbal. 
A Pause gomb Start gombbá 
alakul a rendezést vezérlő 
gombok a további három 
aktív lesz. A rendezendő 
tömb megáll a Pause 
lenyomásának pillanatában 
lévő állapotában. 
A kapott eredmény 





A rendezést vezérlő gombok 
közül a Back és a Reset lesz 
aktív, aktiválódik továbbá az 
Unlock gomb. A teljes 
rendezendő tömb zöld színű. 
A kapott eredmény 
megegyezik a várt 
eredménnyel. 
✔ 
Visszalépés a teljes 
rendezettség 
állapotából. 
A rendezést vezérlő gombok 
közül mind a négy aktív lesz.  
Az Unlock gomb inaktívvá 
válik. Valamint az utolsó 
lépés színezése megjelenik a 
tömb reprezentációjában. 
A kapott eredmény 





állítása a Reset 
gombbal. 
A Start és a Next gomb 
marad aktív a vezérlőgombok 
közül, az Unlock gomb aktív 
lesz, a tömb és a számlálók 
alaphelyzetbe állnak. 
A kapott eredmény 





a teljes rendezettség 
állapotából. 
A Reset gombot leszámítva 
az össze vezérlőgomb inaktív 
lesz. Az Unlock gomb Lock & 
Apply-ra változik és a 
beállítás mezői 
szerkeszthetőek lesznek. 
A kapott eredmény 












A rendezést vezérlő gombok 
közül a Start és a Next 
gombok aktívat lesznek, a 
megjelenítő felületen 
megjelenik az új tömb 
reprezentációja, valamint 
megjelennek az algoritmus 
megértését segítő színek és 
számlálók. Ezen felül a  
Lock & Apply gomb átalakul 
Unlock-ra. 
A kapott eredmény 








valamint a bal felső sarokban 
a Beállítások gomb kék-piros 
színekben pulzál. 
A kapott eredmény 









A Beállítások ablak 




Továbbá egy aktív Cancel  és 
egy inaktív Submit Settings 
gombbal. 
A kapott eredmény 








A Beállítások ablak bezárul és 
a két eddig üres 
megjelenítési felületen 
megjelennek a tömbök 
reprezentációi, a rendezések 
és másolások számlálói 
valamint a rendezések 
értelmezését segítő színek. 
Ezen felül megjelenik a 
rendezés vezérlőfelülete a 
Beállítások gomb mellet. 
A kapott eredmény 




rendezés indítása a 
Start gombbal. 
A Start gomb átalakul Pause 
gombbá, a Beállítások gomb 
inaktív lesz, megjelenik a 
Reset gomb valamint a 
rendezések a leglassabb 
fokozaton elindulnak. 
A kapott eredmény 






Teszteset Várt eredmény Kapott eredmény Vélemény 
Rendezések futtatása 
az egyik rendezés 
végéig. 
Annak az algoritmusnak a 
tömbje, amelyik befejezte a 
rendezést, teljes egészében 
zöld. A másik rendezés 
akadálytalanul fut tovább. 
A kapott eredmény 




az mindkét rendezés 
végéig. 
Mindkét tömböt 
reprezentáló felületen csupa 
zöld, sorbarendezett oszlop 
szerepel. A Beállítások gomb 
és a Reset gomb látható csak, 
mind a kettő aktív. 
A kapott eredmény 





a Reset gombbal. 
A Reset gomb helyén a Start 
gomb jelenik meg, emelett 
még a Beállítások gomb 
aktív. A rendezések 
alephelyzetbe álltak, a 
számlálók pedig 
kinullázódtak . 
A kapott eredmény 





Nem engedélyezett akciók kiszűrésének vizsgálata. 





A Lock & Apply gomb inaktív, 
nem kattintható. Így a 
beállítások zárolása nem 
lehetséges.  
A kapott eredmény 





úgy, hogy a 
tömbhossznak 5-öt 
adunk meg. 
A Lock & Apply gomb inaktív, 
nem kattintható, a 
beállítások zárolása így nem 
lehetséges. Ezen kívül a 
tömbhossz mezőnek a címe 
és kerete pirosra vált, 
valamint megjelenik egy 
“minimum 10” hibaüzenet. 
A kapott eredmény 





közben változtatása a 
beállításoknak. 
A Beállítások ablak teljes 
mértékben inaktív, egyik 
mezője sem szerkeszthető, 
valamint az Unlock gomb 
inaktív, így nem tudjuk a 
Beállítások panelben 
szereplő mezőket aktiválni. 
A kapott eredmény 










hogy a kezdeti 
állapotában van. 
A rendezést vezérlő gombok 
közül kizárólag a Start és a 
Next gombok aktívak, így 
nincs lehetőségünk hátrafelé 
lépni a rendezésben. 
A kapott eredmény 





előre miután a 
rendezés már a 
végére ért. 
A rendezést vezérlő gombok 
közül kizárólag a Back és a 
Reset gombok aktívak, így 
nincs lehetőségünk előrefelé 
lépni a rendezésben. 
A kapott eredmény 







A rendezést vezérlő 
gombsávban kizárólag a 
Beállítások gomb aktív, így 
nincs lehetőség a rendezést 
elindítani. 
A kapott eredmény 







A Beállítások ablakban a 
Submit Settings gomb 
inaktív, nem kattintható. Így 
nincs lehetőségem elmenteni 
a beállításokat. 
A kapott eredmény 







A Beállítások ablakban a 
Submit Settings gomb 
inaktív, nem kattintható, a 
beállítások jóváhagyása így 
nem lehetséges. Ezen kívül a 
tömbhossz mezőnek a címe 
és kerete pirosra vált, 
valamint megjelenik egy 
“minimum 10” hibaüzenet. 
A kapott eredmény 







  4.9.2. Algoritmusok működésének tesztelése 
Az algoritmusok működését elég a Részletes nézetben tesztelni hiszen ugyan azon az elven 
alapul a működésük mint az Összehasonlító nézetben. 





A rendezés megálltakor a 
tömb teljes mértékben 
rendezve lesz. 
A kapott eredmény 







A rendezés megálltakor a 
tömb teljes mértékben 
rendezve lesz. 
A kapott eredmény 







A rendezés megálltakor a 
tömb teljes mértékben 
rendezve lesz. 
A kapott eredmény 







A rendezés megálltakor a 
tömb teljes mértékben 
rendezve lesz. 
A kapott eredmény 







A rendezés megálltakor a 
tömb teljes mértékben 
rendezve lesz. 
A kapott eredmény 







A rendezés megálltakor a 
tömb teljes mértékben 
rendezve lesz. 
A kapott eredmény 





rendezett, 99 elemű 
tömbre 
A rendezés megálltakor a 
tömb teljes mértékben 
rendezve lesz. A rendezés 
mindössze 98 
összehasonlítással, 
értékmásolás nélkül eljut a 
rendezett állapotba. 
A kapott eredmény 





rendezett, 99 elemű 
tömbre. 
A Buborék rendezés nem 
ismeri fel a tömb 
rendezettségét, így ugyan 
értékmásolás nélkül, de csak 
4851 összehasonlítással jut el 
a rendezett állapotba. 
A kapott eredmény 






Teszteset Várt eredmény Kapott eredmény Vélemény 
Kupac rendezés 
futtatása előre 
rendezett, 99 elemű 
tömbre. 
A Kupacrendezés nem ismeri 
fel a tömb rendezettségét, 
így a rendezett tömböt 
szétbontja kupaccá és csak 
utána kezdi el sorbarendezni 
az elemeket. 
A kapott eredmény 





előre rendezett, 99 
elemű tömbre. 
Látszólag a rendezés nem 
hajt végre értékmásolás (azaz 
a tömb képében változás 
nem történik), viszont a sok 
segédváltozóba való másolás 
miatt a rekurzív összefésülő 
rendezésben végrehajtott 
értékmásolások száma nem 
nulla lesz. 
A kapott eredmény 





előre rendezett, 99 
elemű tömbre. 
Látszólag a rendezés nem 
hajt végre értékmásolás (azaz 
a tömb képében változás 
nem történik), viszont a sok 
segédváltozóba való másolás 
miatt az iteratív összefésülő 
rendezésben végrehajtott 
értékmásolások száma nem 
nulla lesz. 
A kapott eredmény 




4.9.2. Felhasználói tesztek 
Az elkészített alkalmazás helyes működésének biztosításán túl fontos megtudni a leendő 
felhasználók véleményét a program kezelhetőségééről. Ezt a célt szem előtt tartva, pár 
ismerősömet megkértem, hogy egy rövid próbaidőre próbálják ki a programomat.  
A tőlük kapott visszajelzések segítették az alkalmazásom felhasználóbarátabbá válását. Egy 
innen kapott visszajelzés alapján került például be az Összehasonlító nézetben elérhető 
Beállítások ablakhoz az a funkció, hogy az Escape billentyű lenyomására az ablak bezárul 
míg az Enter billentyű lenyomására jóváhagyja a beállításokat amennyiben a Submit Settings 
gomb aktív. 
Összességében egyöntetűen azzal a visszajelzéssel találkoztam, hogy az alkalmazás 
kezelhetősége nagyon felhasználóbarát, használata intuitív. Ezek alapján úgy értékeltem, 
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