










Automatic Test Case Generation and Test Result Evaluation





Abstract—Software testing is a time-consuming activity and
automatic testing is a desirable solution to this problem.
In this paper, we describe a software supporting tool for
automatic test case generation and automatic test result
evaluation based on formal specifications written in the
Structured Object-oriented Formal Language (SOFL). We
discuss the algorithms for generating test cases from atomic
predicates and their conjunctions that may involve various
operations on data items of various data types such as set,
sequence, and composite types. We describe the details of
the software tool by presenting the four major functions
implemented: (1) editing a SOFL specification, (2) generating
test cases from the specification, (3) managing test cases
in files, and (4) evaluating test results. We also present an
experiment to show that our tool can significantly save time

























を Process仕様 で定義する．SOFL形式仕様の Process
仕様で定義された入力変数の値の生成を試みる．この
入力変数の値がテストケースとなる．Process仕様では，
入力変数 Siv，出力変数 Sov，事前条件 Spreと事後条件
Spost を定義する．Spre と Spost は，述語論理で表現さ





は，Spreと Spostから Functional Scenario Form(FSF)に
変換する [3]．
定義 1 (Functional Scenario Form). Functional Scenario
Formは，(Spre^G1^D1)_ (Spre^G2^D2)_  _
(Spre^Gn^Dn)と定義する．ここで，(Spre^Gi^Di)
を Functional Scenario(FS)と呼ぶ．
Fi に対してそれぞれ Siv の具体的な値がテストケース
Tiである．Tiが満たす必要がある条件は，FSFからDi
を除いた Test Condition Formである．
定義 2 (Test Condition Form). (Spre^G1)_(Spre^G2)_
  _ (Spre^Gn)を Test Condition Formと定義する．






まず Process仕様の事前条件 Spre と事後条件 Spost
から TCを導出する．次に，TCを逆ポーランド記法に







知ることができる．例えば，“ 1 + 3  x > 0”を逆
ポーランド記法に変換すると“ 1 3 x  + 0 >”であ
り，節 3.2で左から読み取る．
3.2. TCからテストケース生成






















Algorithm 1 Generate test case from Test Condition
1: (TC = P1 ^ P2 ^    ^ Pn)
2: BaseTC ( TC
3: BaseSiv ( Siv
4: for i 1 to n! do
5: for j  1 to n do
6: Siv (GenerateTestCase(Pj)
7: TC に Siv を代入する
8: end for




13: Siv ( BaseSiv






る．節 3.2.1で述べた，TCの任意のPi が否定演算子 not
を含んでいた場合は，次の式のように notを含まない形
に変換してテストケースを試みる．原子論理式に含ま
れる関係演算子Θ (Θ 2 f<;<=; >;>=;=; <>g)を反
対の意味をもつ演算子Θ’にする．Θに対応するΘ’を
表 1に記載した．
not E1Θ E2⇔ E1Θ’E2 (1)




































に (AS1,“ 1 x +”，“ nil”)を加える．“ nil”の部分は
節 3.3.によって生成したAS1の値として値を格納する．
最終的に，AS2 > 0 (AS1 = 2  y; AS2 = x+AS1)と
変形できる．
Algorithm 2 Dump token to Stack
1: for i 0 to トークンの数  1 do
2: if tokens(i) 2 Operators then
3: Operator ( tokens(i)
4: Counter ( Counter + 1
5: j ( i - Operatorのオペランドの数







まずは， E1ΘE2をEΘ V の形に変換することを
考える．V は具体的な値である．E1，E2が両方とも具
体的な値でない場合は次のような式に変形する．
E1Θ E2⇔ E1Θ V;E2 = V (2)
E2 に対してランダムな値を与え，E1 Θ E2 ⇔ E1 Θ
V;E2 = V のように変形して，それぞれの条件に対し
てテストケースを生成する．E2が具体的な値の場合は，
演算子と値によってテストケースを生成する．E1が具
体的な値の場合は，V Θ E2 ⇔ E2 Θ ’V と変形する．
Θ ’はΘの反対の意味の演算子である（表 1）．
EΘ V の形に変換出来たら，演算子と V によってE
Θ V を満たす値 VE を求める．関係演算子Θに対して，
EΘV からEの具体的な値xを求める方法を表 1に記載
した．例えば，E > 2であれば，E = 3となる．Eが
仮のオペランドであれば，VE =Ψ (a1; a2; :::; an)に対







E > V E = V +  ( > 0)
E < V E = V    ( > 0)
E >= V E = V +  ( >= 0)
E <= V E = V    ( >= 0)
E <> V E 6= V





card(inter(a; b)) > 2 (3)






を使って最終的に AS2 > 2 に変換することが出来る．
OperandTableの中身は次の表 3のようになる．
次に元の式である以下の論理式について考える．
AS2 > 2 (4)
表 3: OperandTable
仮のオペランド 式 値
AS1 　 a b inter nil
AS2 AS1 card nil
演算子は「>」であり結果が「2」であることから，表




AS2 = card(AS1) = 2 (5)






のオペランドであるので，「inter(a; b) = f 1; 1; 3gに対
しても，a,bの値を求める．
AS1 = inter(a; b) = f 1; 1; 3g (7)
a = f 1; 1; 3g ; b = f 1; 0; 1; 3g (8)
演算子は「inter」であり結果が「AS1 = f-1,1,3g」で
あることから，表 4 の方法を用いて a,b の共通集合が
f-1,1,3gとなるような a,bを求める．よって，上の論理







union(x1; x2) = V x1 [ x2 = V
(1)Vの要素をいくつ
か含む x1 を求める
(2)x2 = V n x1
inter(x1; x2) = V x1 \ x2 = V
(1)x1 = V; x2 = V
(2)x2 にランダムな
要素 rを加える
diff(x1; x2) = V x1 n x2 = V
(1)ランダムな要素 r
を生成
(2)x1 = V n r
(3)x1 = r
get(x1) = V x1 2 V 要素に V を含む x1を求める
card(x1) = V jx1j = V 要素を V つ含む x1を求める








数値型 +, -, *, /
集合型 card, get, union, inter, diff, duion,dinter, power
列型 len, hd, tl, elems, inds, conc, dconc, sub
複合型 mk, modify, select
写像型 dom, rng, override, domrt,domrb, rngrt, rngrb, comp































含まれる FSが展開される．図 1では test001aが Process






















































ば，数値型の制約であれば，“ x > 5; x > 5 and x <
7; x  x > 5; :::”などを 6つ，集合型の制約であれ













制約の数 Z3 My tool
数値型 6 6 (6/6) 4 (4/6)
列型 7 1 (1/6) 6 (6/7)
集合型 6 0 (0/6) 6 (6/6)
複合型 6 0 (0/6) 6 (6/6)
写像型 6 0 (0/6) 6 (6/6)
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