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Resumen de la aplicación 
 
Objetivos del programa 
Se ha desarrollado el software CROPCLASS-2.0 para semi-automatizar el proceso de identificación 
de parcelas censales de cultivos y masas forestales en base a imágenes multitemporales de una 
misma escena agraria. 
CROPCLASS 2.0 consiste en:       
1) Cargar imágenes multitemporales y conformar/ delinear parcelas en una de ellas  mediante 
archivos “shape”/ SHP”, y que luego dicha delineación de parcelas se traspase automáticamente 
a las restantes imágenes de la serie multitemporal.  
 
2) Extraer automáticamente los datos promedio de las bandas espectrales de cada parcela en cada 
imagen. Así, en imágenes multiespectrales sería la banda azul (B), verde (G), roja (R), e 
infrarrojo cercano (NIR), y en imágenes hiperespectrales el número de bandas que compusiera 
la imagen completa. Luego elabora índices vegetativos de interés tales como” NDVI 
(“Normalized Difference Vegetation Index”, (NIR-R)/ NIR+R)), STU (“Stubble index”,  = R/G), 
and B/G, en cada parcela para cada imagen, según los datos de las bandas espectrales 
previamente extraídos.  
 
3) Conformación de la matriz de datos global en formato Excel del conjunto de parcelas a 
clasificar en la escena agrícola objeto de estudio. Dicha matriz de datos se compone de los 
valores promedio de las bandas espectrales e índices de vegetación de cada parcela en cada 
imagen remota.  
 
4) Traslado de la matriz de datos referida para su análisis estadístico mediante árboles de decisión 
(Decision Trees Analysis) y captura de los archivos de los modelos predictivos  que conforman 
cada cultivo/ sistema de cultivo (“SQL predictive models”). Dicho análisis de árbol de decisión 
se basa en trabajos de campo preliminares (Preliminary crop-parcel identification / ground-
truth work) en los que se identifican los cultivos existentes en un número reducido número de 
parcelas.  
 
5) Implementación de los modelos predictivos en el diagnóstico de las parcelas con usos de suelo 
no identificados mediante la extracción previa de los valores medios de bandas espectrales e 
índices vegetativos de cada parcela en cada imagen. Se genera un archivo resumen de 
diagnostico en formato txt compatible con Excel, en el que cada parcela no identificada se 
asigna a usos de suelo predefinidos del área correspondiente con un porcentaje estimado de 
probabilidad de acierto.   
   
 
El software CROPCLASS2.0 se ha desarrollado para llevar a cabo de forma semi-automática el 
procedimiento antes reseñado, y en particular los pasos 1, 2, 3 y 5. Los autores de CROPCLASS-
2.0 son los mismos que desarrollaron los software CLUAS (García-Torres et al. 2006), SARI 
(García-Torres et al. 2008),  AUGEO-1.0 y AUGEO-2.0 (García-Torres et al. 2009 y 2010), 






Listado de ficheros que componen CROPCLASS 2.0 
 
Para el funcionamiento del programa sólo es necesario disponer el archivo CROPCLASS.sav, que 
es el fichero de código IDL compilado. El archivo CROPCLASS.prj es el fichero del proyecto en su 
conjunto. El fichero .pro corresponde al código fuente y tanto su organización como elemento del 
mismo proyecto software como sus funciones se indican en la tabla que sigue. 
 
 
Tabla 1. Archivos que componen el software CROPCLASS 2.0 
 
___________________________________________________________________________ 
Nombre archivos Contenido/ funciones 
____________________________________________________________________________ 
 
bin\CROPCLASS.sav Fichero de código IDL compilado 
 
source\CROPLCASS.prj Fichero de proyecto IDL 
 
source\CROPCLASS.pro Procedimiento IDL con las funciones 





































  e = ENVI(/CURRENT) 
  e.ADDEXTENSION, 'Parcel Data Extraction', 'CROP_PRE', PATH='CROPCLASS2' 





; This procedure is the application's main event handler. 




  e = ENVI(/CURRENT) 






; This procedure repositions a node.  The event structure 
; contains the widget identifier of the drop target and the 
; relative position to it where the dragged node should be 
; moved. 
 
PRO DRAGDRO_handle_drop_event, event 
 
  ; figure out the new node's parent and the index 
  ; 
  ; The key to this is to know whether or not the drop took 
  ; place directly on a folder.  If it was then the new node 
  ; will be created within the folder as the last child. 
  ; Otherwise the new node will be created as a sibling of 
  ; the drop target and the index must be computed based on 
  ; the index of the destination widget and the position 
  ; information (below or above/on). 
 
  ;COMMON bloPrueba 
 
  IF (( event.position EQ 2 && $ 
        WIDGET_INFO( event.id, /TREE_FOLDER ))) THEN BEGIN 
 
    wParent = event.id 
    index = -1 
 
  ENDIF ELSE BEGIN 
 
    wParent = WIDGET_INFO( event.id, /PARENT ) 
    index = WIDGET_INFO( event.id, /TREE_INDEX ) 
    IF ( event.position EQ 4 ) THEN index++ 
 
  ENDELSE 
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  ; move the dragged node (single selection tree) 
 
  wDraggedNode = WIDGET_INFO( event.drag_id, /TREE_SELECT ) 
 






; This is the tree widget event handler. 
 
PRO DRAGDRO_handle_tree_event, event 
 
  CASE ( TAG_NAMES( event, /STRUCTURE ) ) OF 
 
    'WIDGET_DROP': DRAGDRO_handle_drop_event, event 
 
    ELSE: 
 






; This is the application main procedure.  It creates 
; a top level base and a tree widget whose nodes can 
; be reorganized by dragging and dropping. 
 
PRO CROP_PRE 
  ; create a tree 
  ; 
  ; The tree is kept simple, with single selection and 
  ; default icons.  The root is set to be draggable and 
  ; although it cannot be dragged, the value is inherited 
  ; by all the children.  Drop events are also enabled. 
 
  COMPILE_OPT idl2 
 
  ; Gestor de errores. 
  ; En caso de producirse un error se muestra el mismo en una ventana de 
  ; dialogo y se sale del programa. 
   
  e = ENVI(/CURRENT) 
   
  ; General error handler 
  CATCH,err 
  IF err NE 0 THEN BEGIN 
    CATCH, /CANCEL 
    IF OBJ_VALID(e) THEN $ 
      e.ReportError,'ERROR: ' + !error_state.msg 
    MESSAGE,/RESET 
    RETURN 
  ENDIF 
     
  ;tab=STRING(9b) 
 7 
 
  COMMON bloWidgets, wRoot, wShap, allImage, allShape, wLfImage, wLfShape 
  COMMON bloCoords, parentX, parentY, difX, difY 
  COMMON bloOutput, outDir, wOutLabel, sumFile, wSumLabel 
   
  dimensions = GET_SCREEN_SIZE(RESOLUTION=resolution) 
 
  wTopBase = WIDGET_BASE(TITLE='CROPCLASS 2.0 - Parcel Data Extraction', 
$  
    XSIZE = (dimensions[0]*0.5), YSIZE = (dimensions[1]*0.5), $ 
    COLUMN = 1, /ALIGN_CENTER, /TLB_SIZE_EVENTS) 
 
  cordParent = WIDGET_INFO(wTopBase, /GEOMETRY) 
 
  parentX = cordParent.XSIZE 
  parentY = cordParent.YSIZE 
   
  difX = 0 
  difY = 0 
 
  outDir = '' 
 
  wLists = WIDGET_BASE(wTopBase, COLUMN = 2, /ALIGN_CENTER) 
 
  wImgH1 = WIDGET_BASE(wLists, COLUMN = 1, $ 
     FRAME = 1, SCR_XSIZE = (parentX/2)-9) 
  wImgH2 = WIDGET_BASE(wLists, COLUMN = 1, $ 
     FRAME = 1, SCR_XSIZE = (parentX/2)-9) 
   
  wTxImages = WIDGET_LABEL(wImgH1, VALUE = 'Selected Images', 
/DYNAMIC_RESIZE)   
  wRoot = WIDGET_TREE(wImgH1, $ 
    /DRAGGABLE, $ 
    /DROP_EVENTS, $ 
    /NO_BITMAPS, $ 
    /MULTIPLE, $ 
    EVENT_PRO = 'DRAGDRO_handle_tree_event' ) 
 
  wButH1 = WIDGET_BASE(wImgH1, ROW = 1, /ALIGN_CENTER) 
 
  addImg = WIDGET_BUTTON(wButH1, VALUE='Add', EVENT_PRO='Crop_AddImage') 
  delImg = WIDGET_BUTTON(wButH1, VALUE='Delete', 
EVENT_PRO='Crop_DelImage') 
 
  wTxShapes = WIDGET_LABEL(wImgH2, VALUE = 'Selected Shapes', 
/DYNAMIC_RESIZE) 
     
  wShap = WIDGET_TREE(wImgH2, $ 
    /DRAGGABLE,  $ 
    /NO_BITMAPS, $ 
    /MULTIPLE, $ 
    EVENT_PRO = 'DRAGDRO_handle_tree_event' ) 
 
  wButH2 = WIDGET_BASE(wImgH2, ROW = 1, /ALIGN_CENTER) 
 
  addShp = WIDGET_BUTTON(wButH2, VALUE='Add', EVENT_PRO='Crop_AddShape') 
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  delShp = WIDGET_BUTTON(wButH2, VALUE='Delete', 
EVENT_PRO='Crop_DelShape') 
   
  WOutBase = WIDGET_BASE(wTopBase, ROW = 1, /ALIGN_LEFT) 
   
  wOutBut = WIDGET_BUTTON(wOutBase, VALUE='Output folder', $ 
    EVENT_PRO = 'Crop_toFolder') 
     
  wOutLabel = WIDGET_TEXT(wOutBase, FRAME= 1, $  
    XSIZE = (parentX*0.13), /ALIGN_CENTER ) 
   
  wSumBase = WIDGET_BASE(wTopBase, ROW = 1, /ALIGN_LEFT)  
   
  wSumBut = WIDGET_BUTTON(wSumBase, VALUE='Summary file ', $ 
    EVENT_PRO = 'Crop_toSummary') 
     
  wSumLabel = WIDGET_TEXT(wSumBase, FRAME= 1, $  
    XSIZE = (parentX*0.13), /ALIGN_CENTER ) 
   
  baseButtons = WIDGET_BASE(wTopBase, COLUMN=2, /ALIGN_CENTER, FRAME=1) 
 
  okButton = WIDGET_BUTTON(baseButtons, VALUE='OK', 
EVENT_PRO='Crop_Start') 
  cancelButton = WIDGET_BUTTON(baseButtons, VALUE='Cancel', 
EVENT_PRO='Crop_Close')  
 
  WIDGET_CONTROL, wTopBase, /REALIZE 
 




PRO CROP_ADDIMAGE, event 
 
  COMPILE_OPT idl2, HIDDEN 
 
  COMMON bloWidgets 
   
  allImage = ENVI_PICKFILE(/MULTIPLE_FILES, TITLE='Select images') 
 
  IF allImage[0] EQ '' THEN RETURN 
 
  nImages = N_ELEMENTS(allImage)-1 
  
  wLfImage = ULONARR(nImages+1) 
 





PRO CROP_DELIMAGE, event 
 
  COMMON bloWidgets 
   
  COMPILE_OPT idl2, HIDDEN 
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  delWidg = WIDGET_INFO(wRoot, /CHILD) 
   
  IF ~delWidg THEN RETURN  
 
  delWidg = WIDGET_INFO(wRoot, /TREE_SELECT) 
 
  IF ( ISA(delWidg,/SCALAR) && (delWidg EQ -1) ) THEN RETURN 
 
  numWidg = N_ELEMENTS(delWidg) 
  
  IF numWidg LE 0 THEN RETURN  
   
  FOR i=0, numWidg-1 DO WIDGET_CONTROL, delWidg[i], /DESTROY 
   
END 
 
PRO CROP_ADDSHAPE, event 
 
  COMMON bloWidgets 
   
  COMPILE_OPT idl2, HIDDEN 
 
  allShape = ENVI_PICKFILE(/MULTIPLE_FILES, FILTER='*.shp', TITLE='Select 
shapes') 
 
  IF allShape[0] EQ '' THEN RETURN 
 
  nShapes = N_ELEMENTS(allShape)-1 
  
  wLfShape = ULONARR(nShapes+1) 
     





PRO CROP_DELSHAPE, event 
 
  COMMON bloWidgets 
   
  COMPILE_OPT idl2, HIDDEN 
 
  delWidg = WIDGET_INFO(wShap, /CHILD) 
   
  IF ~delWidg THEN RETURN  
 
  delWidg = WIDGET_INFO(wShap, /TREE_SELECT) 
   
  IF ( ISA(delWidg,/SCALAR) && (delWidg EQ -1) ) THEN RETURN 
     
  numWidg = N_ELEMENTS(delWidg) 
  
  IF numWidg LE 0 THEN RETURN 
 





PRO CROP_TOFOLDER, event 
 
  COMMON bloOutput 
   
  outDir = DIALOG_PICKFILE(/DIRECTORY, TITLE='Select output file') 




PRO CROP_TOSUMMARY, event 
 
  COMMON bloOutput 
   
  sumFile = DIALOG_PICKFILE(FILTER='*.txt', TITLE='Enter Summary File 
name') 




PRO CROP_RESIZE, event 
 
  COMMON bloCoords 
  COMMON bloOutput 
 
  cordParent = WIDGET_INFO(event.id, /GEOMETRY) 
 
  tempX = cordParent.XSIZE 
  tempY = cordParent.YSIZE 
   
  difX = tempX - parentX  
  difY = tempY - parentY 
   
  ;Tomamos la info de los widgets generales 
  ; 0 -> Widget que contiene las listas 
  ; 1 -> Widget con los botones de OK/Cancelar 
  chldParent = WIDGET_INFO(event.id, /ALL_CHILDREN) 
 
  chldSize = WIDGET_INFO(chldParent[0], /GEOMETRY) 
   
  tempX = (chldSize.XSIZE)+difX 
  tempY = (chldSize.YSIZE)+difY 
   
  ;Ajustamos su posicion segun la ampliacion del menu global 
  WIDGET_CONTROL, chldParent[0], $ 
     
  XSIZE = tempX, YSIZE = tempY 
   
  ;Tomamos la info y coordenadas de los sub-widgets con dos listas 
  listChild = WIDGET_INFO(chldParent[0], /ALL_CHILDREN) 
   
  ;Reposicionamos el sub-widget con las imagenes 
  cordChild = WIDGET_INFO(listChild[0], /GEOMETRY) 
 
  tempX = cordChild.XSIZE+(difX/2) 
  tempY = cordChild.YSIZE+(difY/2)  
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  WIDGET_CONTROL, listChild[0], $ 
     
    XSIZE = tempX, YSIZE = tempY 
   
  ;Seleccionamos el sub-sub-widget que dibuja la lista de imagenes 
  drawChild =  WIDGET_INFO(listChild[0], /ALL_CHILDREN) 
 
  cordList = WIDGET_INFO(drawChild[1], /GEOMETRY) 
 
  tempY = cordList.YSIZE+(difY/2) 
 
  ;"Estiramos" verticalmente el widget con la lista de imagenes 
  WIDGET_CONTROL, drawChild[1], $ 
     
    SCR_YSIZE = tempY 
   
  ;Reposicionamos el sub-widget con los shapes 
  cordChild = WIDGET_INFO(listChild[1], /GEOMETRY) 
 
 tempX = cordChild.XSIZE+(difX/2) 
 tempY = cordChild.YSIZE+(difY/2)  
    
  WIDGET_CONTROL, listChild[1], $ 
     
  XSIZE = tempX, YSIZE = tempY 
 
  ;Seleccionamos el sub-sub-widget que dibuja la lista de shapes 
  drawChild =  WIDGET_INFO(listChild[1], /ALL_CHILDREN) 
 
  ;cordLabl = WIDGET_INFO(drawChild[0], /GEOMETRY) 
  cordList = WIDGET_INFO(drawChild[1], /GEOMETRY) 
 
  tempY = cordList.YSIZE+(difY/2) 
 
  ;"Estiramos" verticalmente el widget con la lista de shapes 
  WIDGET_CONTROL, drawChild[1], $ 
     
    SCR_YSIZE = tempY 
     
  ;Actualizamos las coordenadas generales    
  parentX += difX 
  parentY += difY 
   
  difX = 0 
  difY = 0   
   
END 
 
PRO CROP_CLOSE, event 
 




PRO CROP_START, event 
 
  COMMON bloWidgets 
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  COMMON bloOutput 
 
  nImages = 0 
  nShapes = 0 
     
  varprueba = WIDGET_INFO(wRoot, /ALL_CHILDREN) 
   
  nImages = N_ELEMENTS(varprueba) 
   
  allImage = STRARR(nImages) 
     
  FOR i=0, nImages-1 DO BEGIN 
   
    WIDGET_CONTROL, varprueba[i], get_value=upImageC 
    allImage[i] = upImageC 
   
  ENDFOR 
 
  varprueba = WIDGET_INFO(wShap, /ALL_CHILDREN) 
   
  nShapes = N_ELEMENTS(varprueba) 
   
  allShape = STRARR(nShapes) 
   
  FOR i=0, nShapes-1 DO BEGIN 
   
    WIDGET_CONTROL, varprueba[i], get_value=upImageC 
    allShape[i] = upImageC 
   
  ENDFOR 
      
  WIDGET_CONTROL, event.top, /DESTROY, /NO_COPY 
   
  CROPCLASS2, allImage=allImage, nImages=nImages, nShapes=nShapes, $  




PRO CROPCLASS2, allImage=allImage, nImages=nImages, nShapes=nShapes, $  
    allShape=allShape, outDir=outDir, sumFile = sumFile 
 
  COMPILE_OPT idl2 
 
  ; Gestor de errores. 
  ; En caso de producirse un error se muestra el mismo en una ventana de 
  ; dialogo y se sale del programa. 
   
  e = ENVI(/CURRENT) 
   
  ; General error handler 
  CATCH,err 
  IF err NE 0 THEN BEGIN 
    CATCH, /CANCEL 
    IF OBJ_VALID(e) THEN $ 
      e.ReportError,'ERROR: ' + !error_state.msg 
    MESSAGE,/RESET 
    RETURN 
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  ENDIF 
     
  tab=STRING(9b) 
   
  ; Get the UI object 
 
  UI = e.UI 
   
  rutaI = '' 
  rutaS = '' 
   
  letrero = '' 
     
  rutaI = STRMID(allImage[0],0,STRPOS(allImage[0], 
'\',/REVERSE_SEARCH)+1) 
  rutaS = STRMID(allShape[0],0,STRPOS(allShape[0], 
'\',/REVERSE_SEARCH)+1) 
 
  ;Abrimos la primera imagen, creamos los ficheros relativos a las 
  ;parcelas y recopilamos información necesaria para procesar 
  ;el resto de imagenes en caso de que haya más de una. 
 
  nombre = '' 
  letBands = tab 
 
  nombre = STRMID(allImage[0],STRLEN(rutaI)) 
 
  file = FILEPATH(nombre, ROOT_DIR=rutaI) 
 
  raster = e.OpenRaster(file) 
 
  metadata = raster.metadata 
   
  arrayMetadata = STRSPLIT(metadata['band names'],' ',/EXTRACT) 
 
  numBandas = N_ELEMENTS(arrayMetadata) 
 
  miMedia = FLTARR(nShapes, numBandas) 
   
  classArray = FLTARR(nImages, numBandas+3) 
 
  bandMean = FLTARR(numBandas) 
 
  FOR j=0, numBandas-1 DO letBands+=tab+arrayMetadata[j] 
 
  letBands+=tab+'NDVI'+tab+'B/G'+tab+'Stu'  
 
  fid = ENVIRasterToFID(raster) 
 
  ;Establecemos las variables para la barra de progreso 
  nowBar = 0 
  maxBar = nImages * nShapes 
 
  ENVI_REPORT_INIT,'Delimitation 
process...',BASE=wReport,/INTERRUPT,TITLE='CROPCLASS' 
  ENVI_REPORT_INC,wReport,maxBar 
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  FOR i=0, nShapes-1 DO BEGIN 
   
    ENVI_REPORT_STAT,wReport,nowBar,maxBar,CANCEL=cancel 
         
    nomShape = '' 
 
    nomShape = STRMID(allShape[i],STRLEN(rutaS)) 
 
    nomShape = STRMID(nomShape,0,STRPOS(nomShape,'.',/reverse_search)) 
 
    checkExist = FILE_TEST(rutaS+'\'+nomShape+'.sbvi') 
 
      OPENW, lun, outDir+'\'+nomShape+'.sbvi', /GET_LUN 
      PRINTF, lun, 'Parcel'+letBands 
 
      PRINTF, lun, '---End of header---'   
      myShape = OBJ_NEW('IDLffShape',FILEPATH(nomShape,ROOT_DIR = rutaS)) 
     
      myShape->GetProperty, N_ENTITIES=num_ent 
 
      ent=myShape->GetEntity(0, /ATTRIBUTES) 
         
       lonV = N_ELEMENTS(*(ent.VERTICES))/2 
 
       cordX = FLTARR(lonV) 
       cordY = FLTARR(lonV) 
 
       ENVI_CONVERT_FILE_COORDINATES, fid, cordX, cordY, 
(*ent.VERTICES)[0:*:2], (*ent.VERTICES)[1:*:2] 
         
       ptsCrop = POLYFILLV(cordX, cordY, raster.NCOLUMNS, raster.NROWS) 
           
       textBands=nomShape 
           
       letrero = nombre 
        
       letrero+=tab+'||' 
           
       FOR j=0, numBandas-1 DO BEGIN 
             
         datos = raster.GetData(BANDS=[j]) 
         subarray = datos[ptsCrop] 
       
         miMedia[i,j] = MEAN(subarray) 
       
         letrero+=tab+STRING(miMedia[i,j], FORMAT='(I0)') 
           
       ENDFOR 
 
       cNDVI = (miMedia[i,3]-miMedia[i,2])/(miMedia[i,3]+miMedia[i,2]) 
       cB_G = miMedia[i,0]/miMedia[i,1] 
       cStu = miMedia[i,2]/miMedia[i,1] 
           
       letrero+=tab+STRING(cNDVI, FORMAT='(F0.3)')+tab+STRING(cB_G, 
FORMAT='(F0.3)')+tab+STRING(cStu, FORMAT='(F0.3)') 
           
       PRINTF, lun, letrero 
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       myShape->DestroyEntity, ent 
                     
       FREE_LUN, lun 
        
       nowBar++ 
           
   ENDFOR 
           
   raster.Close 
       
   ;Realizamos la misma operación con el resto de imágenes, en 
   ;caso de haberlas. 
       
   FOR k=1, nImages-1 DO BEGIN 
    
      nombre = STRMID(allImage[k],STRLEN(rutaI)) 
 
      file = FILEPATH(nombre, ROOT_DIR=rutaI) 
     
      raster = e.OpenRaster(file) 
 
      fid = ENVIRasterToFID(raster) 
    
      FOR i=0, nShapes-1 DO BEGIN 
       
          ENVI_REPORT_STAT,wReport,nowBar,maxBar,CANCEL=cancel 
       
          nomShape = '' 
       
          nomShape = STRMID(allShape[i],STRLEN(rutaS)) 
          nomShape = 
STRMID(nomShape,0,STRPOS(nomShape,'.',/reverse_search)) 
            
          OPENU, lun, outDir+'\'+nomShape+'.sbvi', /APPEND, /GET_LUN 
             
          myShape = OBJ_NEW('IDLffShape',FILEPATH(nomShape,ROOT_DIR = 
rutaS)) 
           
          myShape->GetProperty, N_ENTITIES=num_ent 
       
          ent=myShape->GetEntity(0, /ATTRIBUTES) 
               
          lonV = N_ELEMENTS(*(ent.VERTICES))/2 
       
          cordX = FLTARR(lonV) 
          cordY = FLTARR(lonV) 
       
          ENVI_CONVERT_FILE_COORDINATES, fid, cordX, cordY, 
(*ent.VERTICES)[0:*:2], (*ent.VERTICES)[1:*:2] 
               
          ptsCrop = POLYFILLV(cordX, cordY, raster.NCOLUMNS, 
raster.NROWS) 
                 
          textBands=nomShape 
                 
          letrero = nombre 
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          letrero+=tab+'||' 
                 
          FOR j=0, numBandas-1 DO BEGIN 
                   
            datos = raster.GetData(BANDS=[j]) 
            subarray = datos[ptsCrop] 
             
            miMedia[i,j] = MEAN(subarray) 
             
            letrero+=tab+STRING(miMedia[i,j], FORMAT='(I0)') 
                             
          ENDFOR 
           
          cNDVI = (miMedia[i,3]-miMedia[i,2])/(miMedia[i,3]+miMedia[i,2]) 
          cB_G = miMedia[i,0]/miMedia[i,1] 
          cStu = miMedia[i,2]/miMedia[i,1] 
           
          letrero+=tab+STRING(cNDVI, FORMAT='(F0.3)')+tab+STRING(cB_G, 
FORMAT='(F0.3)')+tab+STRING(cStu, FORMAT='(F0.3)') 
                 
          PRINTF, lun, letrero 
                            
          myShape->DestroyEntity, ent 
                           
          FREE_LUN, lun 
           
          nowBar++ 
                 
     ENDFOR ;Fin de FOR = i 
             
     raster.Close 
    
   ENDFOR   ;Fin de FOR = k 
    
   ENVI_REPORT_INIT,BASE=wReport,/FINISH 
     
   ;Creamos el fichero resumen con los datos de todos los .sbvi 
    
   IF sumFile NE '' THEN BEGIN 
    
     nowBar = 0 
     maxBar = nShapes 
      
     OPENW, lun, sumFile+'.txt', /GET_LUN 
      
     temp = STRSPLIT(letBands,tab,/EXTRACT) 
      
     letBands = '' 
       
     ENVI_REPORT_INIT,'Building summary 
file...',BASE=wReport,/INTERRUPT,TITLE='CROPCLASS' 
     ENVI_REPORT_INC,wReport,maxBar 
      
     FOR i=1, nImages DO $ 
      FOR j=0,  N_ELEMENTS(temp)-1 DO $  
        letBands+=tab+'T'+STRING(i,FORMAT='(I0)')+temp[j] 
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     PRINTF, lun, letBands 
      
     FOR i=0, nShapes-1 DO BEGIN   
         
       ENVI_REPORT_STAT,wReport,nowBar,maxBar,CANCEL=cancel 
       
       temp = '' 
       letrero = '' 
            
       nomShape = STRMID(allShape[i],STRLEN(rutaS)) 
       nomShape = STRMID(nomShape,0,STRPOS(nomShape,'.',/reverse_search)) 
        
       letrero = nomShape 
       
       OPENR, lun2, outDir+'\'+nomShape+'.sbvi', /GET_LUN 
        
       READF, lun2, temp 
       READF, lun2, temp 
       temp = '' 
       
       WHILE  ~EOF(lun2)  DO BEGIN 
       
          READF, lun2, temp 
          temp = STRMID(temp,STRPOS(temp, '||')+2) 
          letrero+= temp 
       
       ENDWHILE 
       
        PRINTF, lun, letrero 
       
        FREE_LUN, lun2 
       
     ENDFOR 
       
     ENVI_REPORT_INIT,BASE=wReport,/FINISH 
      
     FREE_LUN, lun 
 
  ENDIF  




PRO CLASS_PRE, event 
 
  COMPILE_OPT idl2 
 
 ; General error handler 
  CATCH,err 
  IF err NE 0 THEN BEGIN 
    CATCH, /CANCEL 
    IF OBJ_VALID(e) THEN $ 
      e.ReportError,'ERROR: ' + !error_state.msg 
    MESSAGE,/RESET 
    RETURN 
  ENDIF 
 18 
 
  COMMON claWidgets, wSbi, allSbi, allShape, wLfSbi 
  COMMON claCoords, parentX, parentY, difX, difY 
  COMMON claOutput, inputSQL, outDir, wInLabel, wOutLabel 
   
  dimensions = GET_SCREEN_SIZE(RESOLUTION=resolution) 
 
  wTopBase = WIDGET_BASE(TITLE='CROPCLASS 2.0 - Parcels Classification', 
$  
    XSIZE = (dimensions[0]*0.5), YSIZE = (dimensions[1]*0.5), $ 
    COLUMN = 1, /ALIGN_CENTER, /TLB_SIZE_EVENTS) 
 
  cordParent = WIDGET_INFO(wTopBase, /GEOMETRY) 
 
  parentX = cordParent.XSIZE 
  parentY = cordParent.YSIZE 
   
  difX = 0 
  difY = 0 
 
  outDir = '' 
  inSQL = '' 
   
  wImgH1 = WIDGET_BASE(wTopBase, COLUMN = 1, $ 
     FRAME = 1, SCR_XSIZE = parentX-8, /ALIGN_CENTER) 
    
  wTxImages = WIDGET_LABEL(wImgH1, VALUE = 'Selected .SBVI', 
/DYNAMIC_RESIZE)   
  wSbi = WIDGET_TREE(wImgH1, $ 
    /DRAGGABLE, $ 
    /NO_BITMAPS, $ 
    /MULTIPLE, $ 
    EVENT_PRO = 'DRAGDRO_handle_tree_event' ) 
 
  wButH1 = WIDGET_BASE(wImgH1, ROW = 1, /ALIGN_CENTER) 
 
  addImg = WIDGET_BUTTON(wButH1, VALUE='Add', EVENT_PRO='Class_AddSBI') 
  delImg = WIDGET_BUTTON(wButH1, VALUE='Delete', 
EVENT_PRO='Class_DelSBI') 
 
  WFilesBase = WIDGET_BASE(wTopBase, COLUMN = 1, /ALIGN_CENTER) 
 
  wSQLBase = WIDGET_BASE(wFilesBase, ROW = 1, /ALIGN_LEFT) 
  WOutBase = WIDGET_BASE(wFilesBase, ROW = 1, /ALIGN_LEFT) 
 
  wInBut = WIDGET_BUTTON(wSQLBase, VALUE='  SQL Input  ', $ 
    EVENT_PRO = 'Class_AddSQL') 
     
  wInLabel = WIDGET_TEXT(wSQLBase, FRAME= 1, $  
    XSIZE = (parentX*0.13), /ALIGN_CENTER )   
   
  wOutBut = WIDGET_BUTTON(wOutBase, VALUE='  Output file  ', $ 
    EVENT_PRO = 'Class_toFile') 
     
  wOutLabel = WIDGET_TEXT(wOutBase, FRAME= 1, $  
    XSIZE = (parentX*0.13), /ALIGN_CENTER ) 
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  baseButtons = WIDGET_BASE(wTopBase, COLUMN=2, /ALIGN_CENTER, FRAME=1) 
 
  okButton = WIDGET_BUTTON(baseButtons, VALUE='OK', 
EVENT_PRO='Class_Start') 
  cancelButton = WIDGET_BUTTON(baseButtons, VALUE='Cancel', 
EVENT_PRO='Crop_Close')  
 
  WIDGET_CONTROL, wTopBase, /REALIZE 
   





PRO CLASS_ADDSBI, event 
 
  COMMON claWidgets 
   
  COMPILE_OPT idl2, HIDDEN 
 
  allSbi = ENVI_PICKFILE(/MULTIPLE_FILES, FILTER='*.sbvi', $ 
    TITLE='Select SBVI files') 
 
  IF allSbi[0] EQ '' THEN RETURN 
 
  nSBI = N_ELEMENTS(allSbi)-1 
  
  wLfSbi = ULONARR(nSBI+1) 
     






PRO CLASS_DELSBI, event 
 
  COMMON claWidgets 
   
  COMPILE_OPT idl2, HIDDEN 
 
  delWidg = WIDGET_INFO(wSbi, /CHILD) 
   
  IF ~delWidg THEN RETURN  
 
  delWidg = WIDGET_INFO(wSbi, /TREE_SELECT) 
 
  IF ( ISA(delWidg,/SCALAR) && (delWidg EQ -1) ) THEN RETURN 
 
  numWidg = N_ELEMENTS(delWidg) 
  
  IF numWidg LE 0 THEN RETURN 
   






PRO CLASS_ADDSQL, event 
 
  COMMON claOutput 
   
  inputSQL = DIALOG_PICKFILE(FILTER='*.sql', $ 
    TITLE='Select SQL file') 





PRO CLASS_TOFILE, event 
 
  COMMON claOutput 
   
  outDir = DIALOG_PICKFILE(FILTER='*.txt', TITLE='Output file name and 
location') 





PRO CLASS_RESIZE, event 
 
  COMMON claCoords 
  COMMON claOutput 
 
  cordParent = WIDGET_INFO(event.id, /GEOMETRY) 
 
  tempX = cordParent.XSIZE 
  tempY = cordParent.YSIZE 
   
  difX = tempX - parentX  
  difY = tempY - parentY 
   
  ;Tomamos la info de los widgets generales 
  ; 0 -> Widget que contiene las listas 
  ; 1 -> Widget con los botones de OK/Cancelar 
  chldParent = WIDGET_INFO(event.id, /ALL_CHILDREN) 
 
  ;Tomamos las coordenadas del widget con los arboles/listas 
  chldSize = WIDGET_INFO(chldParent[0], /GEOMETRY) 
   
  tempX = (chldSize.XSIZE)+difX 
  tempY = (chldSize.YSIZE)+difY 
 
  ;Ajustamos su posicion segun la ampliacion del menu global 
  WIDGET_CONTROL, chldParent[0], $ 
     
  XSIZE = tempX, YSIZE = tempY 
   
  ;Tomamos la info y coordenadas de los sub-widgets con dos listas 
  listChild = WIDGET_INFO(chldParent[0], /CHILD) 
   
  ;Reposicionamos el sub-widget con las imagenes 
  cordChild = WIDGET_INFO(listChild, /GEOMETRY) 
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  tempX = cordChild.XSIZE+(difX/2) 
  tempY = cordChild.YSIZE+(difY/2)  
 
  WIDGET_CONTROL, listChild, $ 
     
    XSIZE = tempX, YSIZE = tempY 
   
  ;Seleccionamos el sub-sub-widget que dibuja la lista de imagenes 
  drawChild =  WIDGET_INFO(listChild, /ALL_CHILDREN) 
 
  ;cordLabl = WIDGET_INFO(drawChild[0], /GEOMETRY) 
  cordList = WIDGET_INFO(drawChild[1], /GEOMETRY) 
 
  tempY = cordList.YSIZE+(difY/2) 
 
  ;"Estiramos" verticalmente el widget con la lista de imagenes 
  WIDGET_CONTROL, drawChild[1], $ 
     
  SCR_YSIZE = tempY 
    
  ;Actualizamos las coordenadas generales    
  parentX += difX 
  parentY += difY 
   
  difX = 0 




PRO CLASS_START, event 
 
  COMMON claWidgets 
  COMMON claOutput 
 
  nFiles = 0 
 
  varprueba = WIDGET_INFO(wSbi, /ALL_CHILDREN) 
 
  nFiles = N_ELEMENTS(varprueba) 
 
  allSbi = STRARR(nFiles) 
 
  FOR i=0, nFiles-1 DO BEGIN 
   
    WIDGET_CONTROL, varprueba[i], get_value=upSbiC 
    allSbi[i] = upSbiC 
   
  ENDFOR 
    
  WIDGET_CONTROL, event.top, /DESTROY, /NO_COPY 
   





PRO CLASS_C, allSbi=allSbi, nFiles=nFiles, inputSQL=inputSQL, 
outDir=outDir 
 
  COMPILE_OPT idl2 
 
  pruClass = OBJ_NEW('IDLJavaObject$CROPCLASS', 'Cropclass') 
 
  ; Gestor de errores. 
  ; En caso de producirse un error se muestra el mismo en una ventana de 
  ; dialogo y se sale del programa. 
   
  ;lafrase = "SELECT * FROM cTemp" 
 
  e = ENVI(/CURRENT) 
   
  ; General error handler 
  CATCH,err 
  IF err NE 0 THEN BEGIN 
    CATCH, /CANCEL 
    IF OBJ_VALID(e) THEN $ 
      e.ReportError,'ERROR: ' + !error_state.msg 
    MESSAGE,/RESET 
    RETURN 
  ENDIF 
     
  tab=STRING(9b) 
 
  ; Get the UI object 
 
  UI = e.UI 
      
  rutaF = STRMID(allSbi[0],0,STRPOS(allSbi[0], '\',/REVERSE_SEARCH)+1) 
 
  OPENW, lun, outDir+'.txt', /GET_LUN 
  
  PRINTF, lun, 'Image file'+tab+'Land Use type'+tab+'Probability' 
   
  salida = pruClass->conectarse() 
   
  lafrase = "CREATE TABLE MyClass(cropResp varchar(15), cropProb FLOAT)" 
  salida = pruClass->actualizar(lafrase) 
   
  ENVI_REPORT_INIT,'Diagnosis 
process...',BASE=wReport,/INTERRUPT,TITLE='CROPCLASS' 
  ENVI_REPORT_INC,wReport,nFiles 
    
   ;Comienza la clasificacion  
   FOR i=0, nFiles-1 DO BEGIN 
  
      ENVI_REPORT_STAT,wReport,i,nFiles-1,CANCEL=cancel 
  
      lafrase = "INSERT INTO myClass VALUES('Unknown',100)" 
      salida = pruClass->actualizar(lafrase) 
   
      OPENR, lun2, allSbi[i], /GET_LUN 
   
      datos = '' 
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      datTemp = '' 
      valorDat = '' 
      tempTables = '' 
      idTabla = 0 
       
      nomFile = STRMID(allSbi[i],STRLEN(rutaF)) 
       
      ;Eliminamos las cabeceras 
      REPEAT READF, lun2, datos UNTIL STRCMP(datos,'---End of header---') 
       
      WHILE ~EOF(lun2) DO BEGIN ;Leer el primer dato y construir el array 
       
        idTabla++ 
       
        READF, lun2, datos  
 
        valores = '' 
             
        valores = STRSPLIT(datos,'||',/EXTRACT) 
   
        valorDat = STRSPLIT(valores[1],tab,/EXTRACT) 
         
        lafrase = "CREATE TABLE T"+STRING(idTabla, FORMAT='(I0)')+ $ 
          "(Blue FLOAT, Gree FLOAT, Red FLOAT, NIR FLOAT, NDVI FLOAT, BG 
FLOAT, Stu FLOAT)" 
       
        tempTables+='T'+STRING(idTabla, FORMAT='(I0)')+', ' 
       
        salida = pruClass->actualizar(lafrase) 
       
        lafrase = "INSERT INTO T"+STRING(idTabla, FORMAT='(I0)')+" VALUES 
(" + $ 
        STRING(valorDat[0], FORMAT='(F0.3)') +","+ STRING(valorDat[1], 
FORMAT='(F0.3)') +","+ $  
        STRING(valorDat[2], FORMAT='(F0.3)') +","+ STRING(valorDat[3], 
FORMAT='(F0.3)') +","+ $ 
        STRING(valorDat[4], FORMAT='(F0.3)') +","+ STRING(valorDat[5], 
FORMAT='(F0.3)') +","+ $ 
        STRING(valorDat[6], FORMAT='(F0.3)') + ")" 
       
        salida = pruClass->actualizar(lafrase) 
                       
      ENDWHILE ;Fin de !EOF(lun) 
             
      FREE_LUN, lun2 
       
      tempTables=STRMID(tempTables,0,STRLEN(tempTables)-2) 
       
      OPENR, lun2, inputSQL 
                   
      WHILE  ~EOF(lun2)  DO BEGIN 
         
        REPEAT BEGIN  
          READF, lun2, datos  
        ENDREP UNTIL ( ~STRMATCH(datos,'') $ 
        && ~STRMATCH(datos,'/*/.') && ~STRMATCH(datos,'UPDATE <TABLE>') )  
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        IF STRCMP(STRMID(datos,1),'SET',3) THEN BEGIN 
          datos = STRMID(datos,STRPOS(datos,',')+2) 
          datos = 'myClass.cropResp'+ STRMID(datos,STRPOS(datos,'=')-1) 
          datos = STRMID(datos,0,STRPOS(datos,',')+2) + $ 
            ('myClass.cropProb'+ STRMID(datos,STRPOS(datos,'=', 
/reverse_search)-1))+ ' ' 
          READF, lun2, datTemp 
          datos+=datTemp 
          datTemp = '' 
        ENDIF 
             
        lafrase="UPDATE myClass, "+tempTables+" SET "+datos 
         
        salida = pruClass->actualizar(lafrase) 
       
      ENDWHILE 
                             
     resultC = STRSPLIT(pruClass->traClass(),'||',/EXTRACT) 
               
      PRINTF, lun, nomFile+tab+resultC[0]+tab+resultC[1] 
    
      lafrase = "TRUNCATE TABLE MyClass" 
      salida = pruClass->actualizar(lafrase) 
         
      FOR j=1, idTabla DO BEGIN 
    
        lafrase = "TRUNCATE TABLE T"+STRING(j, FORMAT='(I0)') 
        salida = pruClass->actualizar(lafrase) 
         
        lafrase = "DROP TABLE T"+STRING(j, FORMAT='(I0)') 
        salida = pruClass->actualizar(lafrase) 
    
      ENDFOR 
   
      FREE_LUN, lun2 
    
   ENDFOR;Fin de FOR i 
   
   ENVI_REPORT_INIT,BASE=wReport,/FINISH 
     
  lafrase = "DROP TABLE MyClass" 
  salida = pruClass->actualizar(lafrase) 
   
  FREE_LUN, lun 
     
  salida = pruClass->cerrar() 
     
END  
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public class Cropclass { 
 
    private static Connection con = null;   
 
    public static String conectarse() { 
        try { 
            //Cargamos el puente JDBC =&gt; Mysql 
            System.out.println("Intentando cargar el conector..."); 
            Class.forName("com.mysql.jdbc.Driver"); 
 
     Statement stmt = null; 
            System.out.println("Conectando a la base..."); 
            con = DriverManager.getConnection( 
            "jdbc:mysql://Juanjo/cropclass", "root", "19961996mh" 
            ); 
     stmt = con.createStatement(); 
            System.out.println("Conexion a BD establecida"); 
  
            } catch(SQLException ex) { 
            System.out.println(ex); 
            } catch (ClassNotFoundException e) { 
            e.printStackTrace(); 
            } catch(Exception e) { 
            System.out.println("Se produjo un error inesperado: 
"+e.getMessage()); 
 
        } 
 
 return "finalizado"; 
    } 
 
    public static String actualizar(String miFrase) { 
 
 try{ 
 Statement st = null; 
 st = con.createStatement(); 
 st.executeUpdate(miFrase); 
 }catch(SQLException ex) { 
            System.out.println(ex); 
            }  
 return "Hecho"; 
    } 
 
    public static String traClass(){ 
 
 String resultadoC = ""; 
 try{ 
 Statement st = null; 
 st = con.createStatement(); 






 }catch(SQLException ex) { 
            System.out.println(ex); 
            }  
 return resultadoC; 
 
    } 
 




 }catch(SQLException ex) { 
            System.out.println(ex); 
            }  
 System.out.println("Conexion finalizada"); 
 return "Conexión finalizada"; 
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