World War I, Germans used the microdot, images reduced to a tiny size. The information was then transferred in a punctuation mark or the dot of an "i".
Digital steganography came about with the recognition of the fact that image, audio, and video computer files contain more information than the human senses can observe. Changes in color or sound can be so minor that a human would never notice them, but the difference could be meaningful to anyone reading the information digitally.
This led to least significant bit steganography, in which one alters the least significant bit of information, whether from a pixel in an image or a stream of audio information, to send data covertly. A wide array of tools is available for basic steganography. Programs such as Jsteg, Outguess, F5, Jphide, and Steghide are all capable of hiding messages within images, and other programs (such as MP3stego, Privacy Maker, and Hideme) offer the ability to hide data in audio or text files. However, many of these methods do not stand up to steganalysis, or the process of analyzing files for the existence of steganographic encoding.
Dr. Hany Farid of Dartmouth College has published numerous papers on the ability to consistently identify images containing steganographic encoding successfully by running high-order statistical analysis on the pixels of an image and distinguishing natural color anomalies from foreign ones. While this does not mean the encoded message can be deciphered, it still nullifies the usefulness of the steganographic method.
The purpose of such methods is to hide the very existence of a data transfer. If an interested party could identify the existence of a message, it could simply tamper with the encoded image to destroy the message. Common steganalysis techniques, however, attack a specific form of steganalysis. This creates a back and forth game of creating a resistant method of steganography, which leads to a new steganalysis technique, which leads to a new method of steganography, etc… R. Chandramouli of the Steven's Institute suggests a more robust method of steganalysis based on the assumption that an interested party holds two different images encoded with the same message using the same method of steganography.
I believe my project offers a more resistant form of steganography for images.
My goal was to create a method resistant to the statistical analysis methods of detection that hinder current steganographic methods, without creating a significant hindrance on the maximum message capacity of a picture. That is to say, increased security is of little value if an image cannot hide a significant amount of data.
TECHNICAL APPROACH
Most current methods of steganography use a method of block encoding. That is, images are broken into sections of a predetermined size, such as squares eight pixels tall by eight pixels wide. Information is then encoded into these blocks. While not every block is used, the information is concentrated in sections of the picture. This method of encoding leaves images more open to steganalysis. Specific knowledge of the original image is not necessary to search for border lines (or border curves depending on the depth of steganalysis) along which color discrepancies consistently lie. In many cases, a steganalysis system detects these borders by also breaking images down into smaller blocks.
I have created a distributed least significant bit (LSB) steganography system.
Instead of concentrating information in blocks of the image, individual pixels throughout the entire image are encoded with information. A user decoding the image has the advantage of knowing which pixels to examine. This is done through the use of a private key.
Additionally, the system uses relative encoding. Relative encoding means that the function that maps information (in this case text) to a bit sequence for placement in an image varies depending on the color of the pixels being altered. A user, already knowing which pixels to look out, can then determine which decoding function from a set of multiple functions to use, instead of using a single static decoding system.
Private Key
This method of encoding/decoding demands that the user know which pixels to examine, which requires the use of a private key. The private key is a 9-digit number,
, which can be viewed as three 3-digit numbers:
and Once the origin pixel has been determined, the image can be viewed as a chain of pixels (an M * N length array) beginning with this origin pixel.
represents the encoding density. For any given M x N pixel image, there are q (M * N) pixels that can be encoded. 1000
is the maximum percentage of q usable when encoding with a given key. The density also indicates the sparseness of pixels encoded. Though any pair of pixels is separated by an integer pixel length, the distance between any pair of consecutive encoded pixels is not necessarily the same.
approximates the average separation between altered pixels in an image encoded with a message of maximal length for a given key. For user ease, the application indicates the maximum message length that can be encoded for a given image and key. It also indicates the minimum encoding density that can be used for a given image and message.
This system attempts to avoid the statistical anomalies associated with the clustering of altered pixels. The disclaimer to this concept, and all steganography methods, is that a poorly chosen cover image can nullify the effectiveness. Modifying a solid white image, for example, could lead to color discrepancies that even the human eye may notice.
Encoding/Decoding Pixels
The steganography method supports sixty-four characters (including letters, numbers, symbols, the new line character, and an end of transmission character). This means that six bits are needed to encode a given character (64 = 2 6 ). The system is designed for encoding/decoding RGB images, this means that each pixel is represented by at least three layers of information and has at least three least significant bits.
Therefore, this system requires two pixels to encode a character.
Encoding Step 1: Character Conversion
The image encoding process is done character by character. The character is converted into a number with the help of ASCII values and the private key. In this situation, the key is viewed as an array of nine single digits. If we view the soon-to-be encoded message as an array of characters, then the i th character is converted into a number, c i¸ between 1 and 64 through a call to a function that takes the character
Message[i]
and the integer as inputs. The purpose for using a digit from the key in the encoding/decoding process is to ensure that the correct key is used.
As discussed previously, the first six digits of the key are used to determine the origin pixel. However, tiling creates the possibility that an opponent may guess a key that correctly determines the origin pixel without using the same digits as the actual key. The use of the key in converting the characters of a message mandates that the exact key be used in retrieving the message. For a given image and a given key, the system can determine which two pixels, P i1 and P i2 , to encode for the character Message [i] . Before c i can be encoded, one more conversion must be performed, and P i1 is used to determine how to perform this conversion. Let R 5 , G 5 , and B 5 be the fifth least significant bits of the red, green, and blue layers of P i1 , respectively. The system performs the calculation number This value determines the final conversion function applied to c i before encoding.
The reasoning behind using multiple encoding functions dependent on the pixels of the image is to address the concerns of R. Chandramouli discussed earlier. Even if an adversary possessed two distinct images known to be encoded with the same message using the same key, the bits of each image will not necessarily be altered identically. The choice of using the fifth least significant was arbitrary. I chose a bit that was not the least significant bit (so that a decoder would have access to the original information) and was not the most significant bit (so that there was presumably a larger variance in the value of the bit).
Encoding Step 3: Encoding Function
The encoding process utilizes four functions (E 1 , E 2 , E 3 , and E 4 ), each of which maps the domain of integers [1, 64] [ ]
Encoding Step 4: Altering Pixels
The final step in the process is to set the six least significant bits of P i1 and P i2 to the six bits of new_c i . The process is straightforward, as Figure 2 The decoding process essentially follows the encoding process in reverse order.
In order to interpret the i th character encoded in an image, the decoding system: 1)
determines P i1 and P i2 given the image and key; 2) extracts new_c i from the least significant bits of P i1 and P i2 ; 3) determines func_num i from P i1 ; 4) evaluates through the call Step 2 determine the pixels P i1 and P i2 using the image, i, and key. R 5 = 5 th LSB of P i1 's red byte G 5 = 5 th LSB of P i1 's green byte B 5 = 5 th LSB of P i1 's blue byte
Step 3 new_c i = E func_num i (c i )
Step 4 change the LSBs of P i1 and P i2 with the bits of new_c i (see Figure 2) Step 5 i = i + 1
Step 6 create c i using the end of transmission character and the integer key [ Step 2 determine the pixels P i1 and P i2 using the image, i, and key. R 5 = 5 th LSB of P i1 's red byte G 5 = 5 th LSB of P i1 's green byte B 5 = 5 th LSB of P i1 's blue byte
Step 6 create c i using the end of transmission character and the integer key[i mod 9] 
Technical Challenges
The development of this steganographic system was a long process that began with extensive research. It was during this first stage of development that I came across my first major hurdle. Dr. Hany Farid's writings on steganalysis drove much of the work behind this project. Dr. Farid's papers go in to extensive detail about the kinds of statistical analysis and manipulations that can be performed for grayscale and color images to detect digital tampering. Trying to understand this work was very difficult and required the use of outside resources. Even now, I cannot say that I completely grasp every aspect of the mathematics used in his work; however, I do have a much stronger understanding and enjoyed the journey of acquiring that understanding.
Once I had taken in the information of various steganography and steganalysis resources, I had an idea of the types of detection methods I wanted my system to be resistance to and an idea of the features that make a "strong" steganographic method.
Trying to assemble these ideas into one final method was much more difficult than I expected. In my original project timeline, I had allotted all of the fall semester to research and the development of the method abstractly, with no hard programming until the spring semester. I expected this to be a generous plan with a significant buffer, but I was mistaken. I found myself coming up with different features for the system in a disjoint fashion that could not easily be fused together. I ultimately left campus for winter break without a finalized steganographic method. tampering by analyzing the ratio of distinct colors to total pixels. While they have had some success on images, they have not yet developed a reliable system for determining the threshold ratio for a given image. This continues to be a concern of mine, as resistance to various steganalysis methods was the impetus behind most all of the work that I put into devising a steganographic method.
As pleased as I am with the work on this project, I cannot honestly say I am completely satisfied, particularly in the context of steganalysis resistance. I successfully contacted Dr. Farid and gained access to the steganalysis code used in his papers.
Unfortunately, the code would not run its entirety on any of my images. The final weeks of my work on the project were devoted to debugging Dr. Farid's code, however trying to alter thousands of lines of complex statistical manipulation code written by others is not a simple task. My goal was to be able to thoroughly test my system and see if it was as resistant as I had hoped it would be. This is hands down my biggest disappointment with the project.
In retrospect, I also wish that I had had more time to research and understand image compression techniques. As discussed earlier, my final work is an LSB steganographic method, meaning encodings are not likely to endure image compression.
Though memory space continues to become less of an issue and data transmission occurs at high speeds, uncompressed image files can be large and cumbersome. Additionally, data transmission is not free. As a matter of practicality, steganography is more useful when it can be done in conjunction with compression.
When all is said and done, the real source of my frustration during the project was time. I had a very late start on this project; in fact, my first proposal was for an entirely different project. Once I finally decided on steganography, I was in a constant battle with time. Ironically, the original idea for this project dates back to my freshman year. At that time, I had never heard terms "steganography" or "least significant bit". The idea was an undeveloped, inefficient, insecure method involving changing the pixels in specific columns of an image to specific colors. The idea sat in the back of my head for three years and did not reemerge until I realized in October that I had yet to find a project idea that excited me. That excitement that helped me push on despite the time restraints; the fact that I was bringing my original idea to fruition was the most rewarding part of designing the system.
