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ABSTRAKT
Tato diplomová práce se zabývá rozborem systému Open Journal System, který slouží
pro publikování odborných článků prostřednictvím internetového časopisu. Vzhledem k
charakteru publikovaných informací je v tomto systému propracovaný schvalovací pro-
ces, který je řízen editorem časopisu. Hlavním cílem je realizace modulu tohoto systému,
jež na konci schvalovacího procesu zajistí opatření elektronických dokumentů jednot-
livých příspěvků razítkem obsahujícím metadata zdrojového časopisu. Samotná práce
poté přináší náhled na architekturu vývoje systému Open Journal System a stručně po-
pisuje možnost implementace tohoto systému. Další části práce jsou již zaměřeny na dílčí
kroky realizace razítkovacího modulu, který byl implementován do systému. Tento mo-
dul umožňuje editorům orazítkovat jednotlivé elektronické dokumenty PDF, které jsou
publikovány v rámci časopisu a jeho jednotlivých vydáních. Modul je navržen tak, aby
nekladl na editora další časové nároky při přípravě vydání čísla časopisu. Mimo jiné se
čtenář dozví, jakým způsobem je možné vytvořit blokový modul, který je možné využít v
postranním panelu systému pro zobrazení libovolných informací. Součástí práce je také
náhled na úpravu vzhledu systému OJS. Práce obsahuje pro každou realizovanou část
uživatelský návrh řešení a poté je podrobněji popsán způsob realizace v technickém po-
pisu řešení. Pro větší ucelení jsou uváděny části kódu, které mohou sloužit jako inspirace
při přípravě vlastních modifikací systému.
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ABSTRACT
The aim of this diploma thesis is to provide a systematic study of Open Journal System,
which is designed for electronic research papers publishing. Due to the nature of infor-
mation published in this system, there is an elaborate approval process controlled by the
editor. The main objective of this thesis is the realization of a system module, which
would, at the end of the approval process, implement a stamp incorporating metadata
of the source magazine to individual electronic documents. The thesis gives insight into
the development of the structure of the Open Journal System and, briefly, describes
the possibility of implementing this system. Another part of the work focuses on the
sub-steps of the stamping module which was implemented into the system. This module
allows editors to stamp individual electronic PDF documents that are published within
the magazine and its various volumes. The module is designed to simplify the editing
process of the journal with no prolongation or any other additional time required. Among
other things, the reader learns how it is possible to create a block module, which can
be used in the sidebar to display any system information. The work, also, previews the
possibility to customize the user interface. Each implemented part contains solution pro-
posals and, further, the implementation method and technical description is described in
more detail. For better understanding and integrity of the work, stretches of the given
code are also included, this might serve as an inspiration for users‘ modifications of the
system.
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stamping plugin in PHP, stamping plugin in OJS, OJS theme plugin
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ÚVOD
S nezadržitelným rozvojem technologií a díky snadnějšímu přístupu k nim, narůstá
také zájem o informace. Největší a nejdostupnější databází lidského vědění je v sou-
časné době internet, který umožňuje napříč kontinenty sdílet informace ze všech
odvětví. Současně s rozvojem internetu také dochází k masivnímu vývoji z hlediska
prezentování informací. Původně jednoduché informační portály nahrazují rozsáh-
lejší systémy, které usnadňují jak přístup k informacím, tak pokročilejší správu sub-
jektu, který je zdrojem těchto informací. Spolu s pokročilejší správou také vzniká
větší pravděpodobnost chyby lidského faktoru. Z tohoto důvodu je vhodné směrovat
vývoj publikačních procesů v co možná nejjednodušší formě.
Tato práce je rozdělena na kapitoly, z nichž první se zabývá teoretickým rozborem
systému Open Journal System. Je zde popsáno uživatelské rozhraní systému, dále
struktura kódu a databáze, možnost rozšíření systému pomocí modulů a na konci
této kapitoly jsou shrnuty varianty dostupných systémů pro publikování elektronic-
kých textů z hlediska jejich možností a cílové skupiny uživatelů. Z krátkého srov-
nání jasně vyplývá, že systém Open Journal System (dále jen OJS), který byl vybrán
pro další modifikaci, převyšuje funkcionalitou běžně dostupné webové projekty Wor-
dpress, Joomla aj. Systém OJS byl vybrán z důvodu náročnějších potřeb v případě
uplatnění u výzkumných organizací a škol, kde jsou kladeny nejen vyšší nároky
z hlediska administrační části časopisu, ale také odlišná forma identifikace takto
publikovaných článků.
Druhá kapitola je zaměřena na implementaci systému OJS. Dojde ke shrnutí
prerekvizit, které jsou nutné pro úspěšné spuštění systému OJS na lokálním vývo-
jovém prostředí a dále jsou popsány kroky, které je nutné provést při implementaci
na hosting. Vzhledem k tomu, že cílem práce není samotná instalace a konfigurace
systému OJS, v poslední části této kapitoly jsou pouze v bodech shrnuty kroky,
které musí správce systému provést, aby bylo možné systém používat.
Ve třetí kapitole je popsána problematika úpravy elektronických dokumentů
PDF (Portable Document Format) prostřednictvím programovacího jazyku PHP
(Hypertext Preprocessor). Vzhledem k absenci podpory formátu PDF v knihovnách
jazyka PHP byl proveden průzkum v knihovnách třetích stran, které jazyk PHP
o tuto funkcionalitu rozšiřují.
Čtvrtá kapitola se zabývá popisem jednoho z hlavních problému, který je nutné
v rámci zadání splnit a to razítkování libovolného dokumentu PDF metadaty, které
slouží k identifikaci zdrojového subjektu. Je zde popsán samotný návrh řešení a dále
je detailně popsána realizace tohoto skriptu. Po dokončení realizace je provedeno
testování skriptu a to z hlediska doby trvání zpracování jednotlivých dokumentů
v závislosti na počtu stran dokumentu. Tento skript poté slouží jako základ pro sa-
13
motnou implementaci razítkovací funkce do systému OJS.
Pátá kapitola práce je zaměřena na praktický rozbor systému OJS a především
jeho modifikaci pomocí rozšiřitelných modulů (pluginů), které přidávají do systému
OJS dodatečné funkce a usnadňují práci obsluze či jeho využívání uživateli systému.
Cílem této kapitoly je provést hlubší seznámení se samotnou strukturou systému
tak, aby bylo možné provádět modifikace systému. V rámci této části práce je po-
psáno vytvoření modulu systému, který doplňují postranní panel časopisu o statické
informace. V další části kapitoly je shrnuto, jakým způsobem je možné přizpůso-
bit uživatelské rozhraní systému OJS a jednotlivých časopisů, které jsou hostovány
v tomto systému.
Šestá kapitola práce již popisuje samotnou implementaci razítkovacího modulu
do systému OJS, který si klade za cíl usnadnit práci především editorům odbor-
ných časopisů, kteří provádějí konečné publikování čísel časopisu. Tato čísla časo-
pisu obsahují příspěvky autorů odborných publikací, které byly schvalovány v rámci
publikačního procesu časopisu a je nutné opatřit jejich elektronické verze razítkem,
které identifikuje zdrojový časopis. V první části proběhne seznámení čtenáře práce
se samotným publikačním procesem a následně je popsána požadovaná funkcionalita
z uživatelského hlediska. V dalších kapitolách je poté provedena analýza kódu funkcí,
které zajišťují samotný publikační proces, a které je nutné upravit tak, aby bylo do-
cíleno modifikace systému. Poslední částí šesté kapitoly je samotný popis integrace
a přehledný popis všech provedených změn.
V sedmé kapitole je poté provedeno ověření funkčnosti razítkovacího procesu, kdy
je především zaměřena pozornost na samotné číslování elektronických dokumentů
tak, aby splňovaly stanovené předpoklady, tedy možnost navazujícího číslování stran
jednotlivých příspěvků v rámci čísel sdružených pod jedno vydání časopisu. Ve druhé
části testování byla změřena doba zpracování razítkovaných dokumentů a bylo pro-
vedeno vyhodnocení tohoto testu.
Poslední, osmá kapitola této práce popisuje možnosti instalace úprav, které byly
v rámci práce provedeny, do čisté instance systému OJS. Kapitola je navržena tak,
aby byl čtenář práce schopen, bez dalšího prohlubování znalostí, zprovoznit razítko-
vací modul a využívat jej v publikačním procesu.
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1 OPEN JOURNAL SYSTEM
Open Journal System (OJS) je systém pro publikování a správu elektronických
príspěvků a publikací [1]. Tento systém je vyvíjen v objektově orientovaném pro-
gramovacím jazyce PHP a jeho nadstavbě Smarty (šablonovací systém pro PHP),
který zajišťuje snadnější implementaci jednotlivých částí systému. Data jsou uklá-
dána v SQL databázi s nadstavbou knihovny ADODB Database Abstraction Lib-
rary. Systém je vyvíjen pod záštitou Public Knownledge Project 1. Systém je šířen
pod licencí GNU General Public License a je možné ho jakkoliv modifikovat.
Pro bezproblémový chod OJS systému je nutné zajistit následující prerekvizity
serveru:
• podpora PHP (4.2.x nebo novější)
• MySQL (3.23.23 nebo novější) nebo PostrgreSQL (7.1 nebo novější)
• webový server Apache (1.3.2x nebo novější), Apache 2 (2.0.4x nebo novější)
nebo Microsoft IIS 6 (s podporou PHP 5.x)
• operační systém Linux, BSD, Solaris, Mac OS X nebo Windows
Systém je díky použitým technologiím a Open-Source licenci široce modifikova-
telný jak použitím vestavěných modulů, tak možností implementace vlastních mo-
dulů a úprav.
1.1 Struktura kódu
Struktura systému OJS je navržena tak, aby bylo docíleno největší možné flexibi-
lity a především udržitelnosti vývoje vzhledem ke komplexnosti systému. Systém
OJS je vyvíjen v objektově orientovaném PHP a jeho nadstavbě - šablonovacím
enginu Smarty. Využívána je tedy Model-View-Controller architektura (dále jen
MVC), která zajišťuje oddělení vrstev programové struktury a uživatelského rozhraní
(obr. 1.1). Vrstvy uživatelského rozhraní jsou v návrhu zpracování označovány jako
front-end vrstvy. Hlavní vrstva, která se stará o zpracování všech dotazů a odpo-
vědí serveru se označuje jako back-end vrstva.
Jednotlivé kategorie back-end vrstvy jsou následující:
• Smarty šablony - zajišťují sestavení HTML stránek pro reprezentaci dat smě-
rem k uživateli
• Stránkovací třídy (Page Classes) - shromažďují požadavky z klientských webo-
vých prohlížečů, delegují všechny požadované procesy směrem k jednotlivým
1PKP - Public Knowledge Project - Tato organizace si klade za cíl vývoj a podporu snadného
přístupu k informacím výzkumných organizací a škol.
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třídám a zajišťují volání příslušných Smarty šablon k vygenerování odpovědi
na požadavek
• Akční třídy (Action Classes) - jsou využívány stránkovacími třídami pro zpra-
cování netriviální procesů uživatelských požadavků
• Modelové třídy (Model Classes) - implementují PHP objekty, reprezentované
systémovými entitami - např. uživatelé, příspěvky, časopisy, aj.
• Přístup k objektům (Data Access Objects) - mimo jiné poskytují vytváření,
aktualizaci a mazání funkcí pro jejich asociované modelové třídy a jsou zod-
povědné za veškeré interakce s databází
• Třídy podpory (Support Classes) - poskytují základní funkce jádra
Obr. 1.1: Schéma MVC systému OJS [2]
Pro snadnější identifikaci jednotlivých tříd a jejich určení je za názvem třídy
vždy uvedena kategorie třídy, např. ArticleDAO.inc.php.
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1.2 Struktura adresářů
Struktura adresářů je rozdělena do podsložek, kdy jsou odděleny konfigurační sou-
bory, systémové a stránkovací třídy, šablony systému pro uživatelské rozhraní a pod-
půrné soubory pro definici vzhledu uživatelského rozhraní. K dispozici jsou složky
obsahující jednotlivé jazykové mutace systému, dále rozšiřující moduly systému. Ta-
bulka 1.1 obsahuje výčet nejdůležitějších složek a souborů z hlediska systému.
Tab. 1.1: Přehled adresářové struktury OJS
Název souboru/složky Popis
cache složka ukládající cache soubory
classes složka obsahující převážnou část kódu
-modelové třídy, přístup k objektům
(DAO), třídy jádra aj.
config.inc.php konfigurační soubor systému
dbscripts XML schéma databáze, emailové šab-
lony, apod.
docs systémová dokumentace
index.php hlavní PHP skript, přes který jsou
zpracovávány dotazy a následné odpo-
vědi systému
lib obsahuje knihovny zajišťující spojení s
databází a systémové šablony
locale data lokalizace - jazykové mutace aj.
pages obsahuje stránkovací třídy (Page Clas-
ses)
plugins zde jsou ukládány moduly rozšiřující
systém
styles definice CSS kaskádových stylů
templates Smarty šablony, které určují strukturu
uživatelského rozhraní
tools nástroje pro správu systému (aktuali-
zace, naplánované úlohy, atd.)
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1.3 Struktura databáze
Systém OJS využívá pro ukládání datového modelu databázi SQL. Skládá se z tabu-
lek, které jsou pojmenovány jednoznačně tak, aby zajistily snadnou orientaci vývo-
jářům vzhledem k datům, které jsou v ní ukládány (např. users - uživatelé, journals
- časopisy, articles - příspěvky apod. V databázi by měly být ukládány pouze data,
ke kterým je přistupováno pomocí více funkcí, aby nevzrůstala velikost databáze.
Každá tabulka využívá primární klíč, který zajišťuje jednoznačnou identifikaci zá-
znamu tabulky. K dispozici je xml schéma, které slouží pro snadnější pochopení
celkové struktury databáze - ∖dbscripts∖xml∖ojs_schema.xml.
V tabulce 1.2 jsou popsány nejdůležitější tabulky, ze kterých byly čerpány in-
formace v této práci. Kompletní seznam tabulek databáze je k dispozici v technické
příručce systému OJS [2].
Tab. 1.2: Přehled tabulek databáze OJS
Název tabulky Primární klíč Popis tabulky
articles article_id ukládá informace o všech příspěvcích v
systému
published_articles pub_id ukládá informace o všech příspěvcích,
které jsou zařazeny pro publikování v
konkrétním čísle
article_files file_id obsahuje záznamy všech fyzických sou-
borů přidruženým ke konkrétnímu pří-
spěvku
issue issue_id obsahuje záznamy o číslech hostova-
ného časopisu
journals journal_id obsahuje záznamy pro jednotlivé časo-
pisy v systému
sections section_id definice sekcí, ve kterých mohou být
příspěvky zařazeny
1.4 Uživatelské rozhraní
Uživatelské rozhraní (obr. 1.2) využívá standardních zvyklostí v rámci tvorby webo-
vých projektů. Struktura obsahuje navigační lištu uživatele, dále blok s informacemi
o časopise a možnosti filtrace publikovaných příspěvků na základě čísla, sekce zařa-
zení příspěvku atd.
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Obr. 1.2: Výchozí vzhled uživatelského rozhraní OJS
Jak již bylo zmíněno, systém využívá architekturu, kdy je odlišena back-end vrsta
od front-end vrsty, zajišťující interpretaci směrem k uživatelů. Pro samotný vzhled
systému je využito jazyka HTML a CSS kaskádových stylů. Pro snadnější úpravu
vzhledu uživatelského rozhraní není nutné měnit strukturu zdrojových souborů, ale
je možné vybrat z několika předdefinovaných motivů vzhledu.
Jedním z cílů diplomové práce byla příprava vlastního motivu vzhledu, který
je prezentován v praktické části práce.
1.5 Moduly - Rozšíření systému
Velkou výhodou systému OJS, oproti ostatním publikačním systémům, je možnost
přizpůsobení pomocí speciálních modulů (pluginů). Systém je možné provozovat
v minimalistické formě, kdy jsou využity jen ty nejnutnější funkce a z hlediska uži-
vatelů publikačního procesu nepůsobí systém nepřehledně díky nevyužitým funkcím.
V případě náročnější potřeby je možné v rámci administračního prostředí povolit
a zakázat jednotlivé moduly.
Moduly se dělí do několika skupin:
• Block moduly - moduly, umožňující přidání UI komponent do postranních
panelů - umožňuje přidání funkcí a informací, usnadňující čtenářům a editorům
práci s časopisem
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• Citation moduly - umožňuje editorům nastavit požadovanou podporu formátu
citací, případně napojení na citační databáze aj.
• Generic moduly - obsahuje moduly pro další rozšíření systému, pro využití
vlastní modifikací blokových modulů, filtrování pomocí sekcí, moduly pro sta-
tistiky, notifikační moduly aj.
• Theme moduly - předdefinované CSS šablony s jednotlivými motivy vzhledu.
• Autorizační moduly moduly - možnost napojení na LDAP server - zajišťuje
autentifikaci a synchronizaci uživatelských účtů v LDAP
• aj.
Pro bližší seznámení s modifikacemi systému byl zpracován vlastní blokový modul
a motiv vzhledu. Realizace je v popsána v praktické části práce.
1.6 Další dostupné Open-Source journal systémy
Z důvodu porovnání systémů byl proveden průzkum dostupných systémů, které jsou
přímo určené nebo mohou být vhodné pro online publikaci článků. Všechny níže
zmíněné systémy jsou dostupné jako opensource projekty.
1.6.1 Wordpress
Wordpress je redakční systém určený především jako snadně dostupný a konfigu-
rovatelný nástroj pro tvorbu interaktivních webových stránek a blogů [3]. Umož-
ňuje uživatelům indexaci ve vyhledávačích jako Google, Bing, Yahoo a další. Méně
zdatným uživatelům nabízí využití jako službu, včetně vlastní domény ve tvaru
NazevDomeny.wordpress.com a také širokou podporu prostřednictvím emailů, do-
kumentace a oficiálního diskuzního fóra. Cílová skupina uživatelů jsou především
prezentační stránky organizací, umělecká portfolia, blogy a zpravodajské weby.
1.6.2 Joomla
Joomla je další z projektů volně dostupných pod licencí GPL, který umožňuje vy-
tvoření vlastní webové stránky s pokročilou správou redakčního systému [4]. Díky
modifikovatelnosti je vhodný pro využití v široké škále projektů. Využíván je přede-
vším pro korporační webové portály, intranet a extranet organizací, online časopisy
a publikace, rezervační systémy, vládní portály, komunitní webové stránky, školní
systémy, apod.
Pro vývojáře je k dispozici framework 2, který nabízí možnost implementace
vlastních modulů v prostředí PHP a MySQL.
2softwarová struktura, který usnadňuji práci s často využívanými funkcemi
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2 IMPLEMENTACE A KONFIGURACE OJS
Vzhledem k charakteru práce byly pro samotnou instalaci vybrány dvě varianty.
Pro samotný vývoj bylo provedeno vytvoření lokálního vývojového prostředí, kde
byl systém upravován a testování tak, aby byla zajištěna rychlost při ověřování
provedených změn. Zároveň byla provedena instalace na hostingové řešení, které
sloužilo pro ověření funkčnosti provedených hotových dílčích částí projektu.
V době zpracovávání této práce byla k dispozici verze OJS 2.4.5 a veškeré modifi-
kace byly testovány na této verzi. S ohledem na vývoj tohoto systému a jeho architek-
turu by mělo být zajištěna kompabilita a funkčnost provedených změn i v budoucích
verzích.
2.1 Příprava a konfigurace lokálního vývojového
prostředí
Pro správnou funkčnost OJS bylo nainstalováno a konfigurováno vývojové prostředí
postavené na následujících technologiích:
• Apache verze 2.4
• MySQL server 5.6
• PHP 5.5.15
Z důvodu úspory času, kdy není hlavním cílem projektu konfigurace vývojového
prostředí, byly všechny tyto technologie nainstalovány v rámci produktu XAMPP
v3.2.1 1, která zahrnuje veškeré potřebné prerekvizity nutné pro bezproblémový chod
systému OJS na operačním systému Windows.
2.2 Instalace OJS
Instalace systému OJS probíhá v několika krocích, které jsou podrobně popsány
na stránkách podpory [5]. V první řadě je nutné zajistit funkčnost prerekvizit lokál-
ního serveru, další prerekvizity se již týkají přímo systému OJS.
OJS je tvořena adresářovou strukturou šablon a skriptů a pro správnou instalaci
je nutné nakopírovat celou strukturu systému na server. Pro vybrané konfigurační
soubory je nutné zajistit příslušná oprávnění pro zápis.
Dalším krokem je předchystání prázdné databáze na databázovém serveru MySQL.
Nutným krokem je vytvoření SQL uživatele, který má přístup na databázový server
a zajistí správně spojení aplikační a databázové části systému OJS.
1Univerzální balík XAMPP je možné stáhnout na adrese https://www.apachefriends.org/
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Posledním krokem před samotnou instalací je vytvoření složky pro ukládání na-
hraných souborů (soubory příspěvků, podpůrné soubory, aj.).
Následně administrátor systému vyplní potřebné údaje, především jazykovou
mutaci systému, kódování, zadá cestu ke složce pro upload souborů, přístupové údaje
k databázi a potvrdí spuštění instalace.
Přístupové údaje jsou poté uloženy do konfiguračního souboru config.inc.php,
který se nachází v kořenové složce systému OJS.
V případě úspěšné validace zadaných hodnot, systém na pozadí naplní databázi
tabulkami systému a je možné postoupit ke konfiguraci časopisů systému.
2.2.1 Instalace na hostingu
V případě instalace na hostingový server je postup analogický jako v předchozím
případě. Není ovšem nutné provádět instalaci prerekvizit, pouze zajistit vytvoření
databáze a oprávnění složek na FTP serveru.
2.3 Konfigurace OJS
Takto nainstalovaný systém OJS umožňuje hostovat několika časopisům současně
a sdružovat je pod jedním administračním rozhraním.
Po instalaci manažer časopisu zadá data pro identifikaci časopisu a vytvoří or-
ganizační strukturu. Mezi nejdůležitější kroky z hlediska organizace patří:
• vytvoření uživatelských účtů
• zařazení uživatelů do rolí
• založení kategorie příspěvků
• revizní formuláře
• šablony pro emailovou notifikace
• atd.
V dalších krocích je možné upravit celkovou podobu časopisu z hlediska obsaže-




Cílem této práce je zajistit zpracování elektronických dokumentů PDF publikova-
ných v systému OJS tak, aby obsahovaly metadata identifikující časopis. Vzhledem
k architektuře systému je žádoucí, aby nebylo využíváno externích funkcí, případně
služeb a proto je nutné zajistit integraci skriptu, který provede modifikaci doku-
mentů, přímo do systému. Z tohoto důvodu bylo nutné prostudovat metody zpraco-
vání dokumentů PDF v programovacím jazyce PHP.
Samotný programovací jazyk PHP neobsahuje jakoukoliv podporu modifikace
dokumentů PDF [6], proto bylo nutné využít některou z nabízených knihoven, které
jazyk PHP doplňují o nestandardní funkce.
3.1 Knihovna FPDF
Knihovna FPDF je PHP třída, která umožňuje generování nových PDF souborů
s využitím programovacího jazyka PHP. Tato knihovna je poskytována zdarma
ve všech ohledech používání, včetně komerčního.
Mezi hlavní přednosti této knihovny patří možnost úprav velikosti výsledné
strany, odsazení a formátu stran při generování PDF souboru, úpravu záhlaví a zá-
patí stránky, možnost automatického zalamování a odsazení textu. Knihovna za-
jišťuje podporu zpracování obrázků (JPEG, PNG, GIF), které je možné vkládat
do dokumentů PDF vygenerovaných pomocí této knihovny, dále upravovat barvy
pozadí a textu, přidávat odkazy a využití kódování textu [7]. V rámci vygenerování
PDF je také docíleno požadované komprese výsledného dokumentu.
Z hlediska lokalizace dokumentu je možné pracovat s několika jazyky, mezi které
patří i jazykové sady pro střední Evropu a především kódování UTF-8, které je hojně
využíváno při tvorbě webových projektů.
Nevýhodou oproti komerčně nabízeným knihovnám (např. PDFLib popsaná níže)
je delší čas zpracování souboru, které závisí na počtu stran zpracovávaného doku-
mentu a jeho výsledné velikosti (ovlivněno množstvím obrázků, grafů apod.).
3.2 Knihovna TCPDF
Knihovna TCPDF [8] je pokročilejším nástupcem knihovny FPDF, která přináší
oproti původnímu řešení především širší podporu formátu jak bitmapové, tak vek-
torové grafiky, možnost využití HTML a XHTML při generování obsahu do doku-
mentu, dále použití čárových kódů, vč. QR kódů, digitálních podpisů, apod.
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3.3 Knihovna FPDI
Knihovna FPDI je nadstavbou předchozí knihovny FPDF. Vznikla z důvodů potřeb
generování PDF dokumentů na základě již existujícího PDF dokumentu. V praxi
je tedy možné vytvořit PDF dokument, který používá jako předlohu stránky z exis-
tujícího elektronického dokumentu PDF, který může být doplněn nově generovanými
stránkami v průběhu úpravy [9].
Tuto knihovnu je možné použít pouze současně s použitím knihovny FPDF nebo
TCPDF.
3.4 Knihovna PDFLib
Komerční knihovna PDFLib je nástrojem pro zpracování PDF dokumentů pro-
střednictvím funkcí programovacího jazyka PHP. Umožňuje linearizaci, optimali-
zaci, opravné nástroje, analýzu, šifrování a dešifrování PDF dokumentů [10]. Tato
knihovna byla po porovnání s ostatními dostupnými knihovnami vymezena z tes-
tování dostupných funkcí. Hlavním kritériem při výběru vhodného nástroje byla
především nulová cena a dostupnost licence.
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4 REALIZACE SKRIPTU PRORAZÍTKOVÁNÍ
LIBOVOLNÉHO DOKUMENTU PDF
Jako výchozí bod praktického zpracování práce byl stanoven cíl, kdy došlo k návrhu
a realizaci skriptu, jež zajistí orazítkování libovolného dokumentu PDF informacemi,
které zadá uživatel prostřednictvím webového formuláře. Následující podkapitoly
obsahují podrobný popis jak návrhu skriptu, tak popis jeho realizace a následné
ověření správnosti orazítkovaných dokumentů.
4.1 Uživatelský popis razítkovacího skriptu
Pro razítkování libovolného dokumentu PDF je využito webového formuláře, ve kte-
rém uživatel vybere z lokálního úložiště dokument, následně vyplní požadované in-
formace, kterými má být výsledný zpracovaný dokument opatřen a potvrdí jeho
zpracování tlačítkem Odeslat. Modifikace dokumentu by měla probíhat na serverové
straně automaticky tak, aby uživatel provedl pouze nejnutnější kroky a vyplněná
metadata se po zpracování skriptem promítla do záhlaví a zápatí dokumentu. Tento
způsob ušetří jak časové nároky na uživatele, tak také výkon lokálního prostředí,
odkud je skript inicializován.
4.2 Technický popis razítkovacího skriptu
Na základě uživatelského popisu byl připraven návrh technického řešení razítkova-
cího skriptu, který byl v této části připraven. V první části bude podrobněji roze-
bráno uživatelské rozhraní, které obsluhuje zpracovávající uživatel a bude podrob-
něji popsán samotný princip zpracování jednotlivých částí skriptu. Funkce, které
byly využity pro zpracování a generování dokumentů PDF, jsou čerpány z ma-
nuálů a příkladů uvedených na stránkách výrobců knihoven, které byly použity -
podrobněji v následující kapitole.
4.2.1 Nástroje použité při vývoji skriptu
Uživatelské rozhraní aplikační části skriptu bylo vytvořeno za použití značkovacího
jazyka XHTML, vzhled byl definován pomocí kaskádových stylů CSS. Kódová část
je naprogramována v jazyce PHP. Pro zpracování původních dokumentů a vygene-
rování upravených dokumentů PDF byly vybrány knihovny TCPDF a FPDI, které
byly popsány v kapitole 3. Knihovna FPDI zajišťuje vygenerování šablony z již
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existujícího dokumentu a opatří dokument záhlavím a zápatím. Funkce knihovny
TCPDF zajišťuje vygenerování takto modifikovaného dokumentu PDF.
4.2.2 Popis uživatelského rozhraní
Uživatelské rozhraní razítkovacího skriptu je reprezentováno XHTML webovým for-
mulářem, v němž je možné vybrat z několika možností, které doplní požadované
údaje do záhlaví a zápatí dokumentu - razítka. Vzhled formuláře pro razítkování
je zobrazen na obr. 4.1.
Obr. 4.1: Uživatelské rozhraní skriptu pro razítkování
Výběr souboru pro razítkování
Tato část formuláře slouží pro výběr PDF dokumentu, který je možné vyhledat
na lokálním disku uživatele. Po kliknutí na tlačítko Zvolit soubory je spuštěn
systémový formulář pro výběr souboru dle operačního systému, na kterém je aplikace
spouštěna.
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Informace do záhlaví dokumentu PDF
Formulář obsahuje pole pro vyplnění vstupních metadat, která identifikují zdrojový






Pokud uživatel zaškrtne tuto volbu, vygeneruje se aktuální čas, který je poté zane-
sen na každou stranu dokumentu PDF ve formátu středoevropského času. Výstup
této funkce také slouží pro generování názvu dokumentu, aby nedošlo k duplicitám
v názvu souborů a případnému přepsání souborů, které jsou ukládány do složky
na serveru, kde je skript umístěn.
QR kód
V případě, že uživatel vybere možnost QR kódu, do záhlaví dokumentu (pravý horní
roh) je vložen QR kód, který obsahuje veškeré zadané informace. Jedná se o přidanou
hodnotu, která může v následném vývoji modulu pro systém OJS sloužit pro ulo-
žení odkazu na příspěvek, odkazující na stránky časopisu, ze kterého byl příspěvek
publikován.
4.2.3 Struktura kódu razítkovacího skriptu
V následující kapitole je popsán samotný razítkovací kód, který slouží jako základ
pro další integraci razítkovacího modulu do systému OJS.
Struktura kódu pro zpracování formuláře
Po vyplnění všech náležitostí, popsaných v předchozí kapitole, uživatel potvrdí
odeslání formuláře tlačítkem Vložit razítko. Nyní je inicializován PHP skript
pro zpracování samotného formuláře. Nejprve dojde ke kontrole, zda soubor, který
uživatel vybral v prvním kroku, je typu PDF. Pokud ne, je uživatel na tuto skuteč-
nost upozorněn chybovým hlášením v uživatelské rozhraní formuláře.
Pokud tato kontrola proběhne v pořádku, je soubor na serveru přenesen do ad-
resáře soubory a následně je inicializována část skriptu, která provede modifikaci
a vygenerování nového dokumentu PDF.
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Obr. 4.2: Blokové schéma zpracování souboru PDF razítkovacím skriptem
Samotný skript používá přenos proměnných pomocí varianty formuláře POST,
tedy s veškerými proměnnými je zacházeno v bezpečném režimu (proměnná není
předávána v URL adrese, jako v případě metody GET). Tvar zápisu takto zpraco-
vaných proměnných je $_POST["author"].
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Struktura kódu razítkovacího skriptu
Průběh této části skriptu je zobrazen na obr. 4.2. Nejprve je nutné inicializovat
knihovny TPCDF a FPDI pomocí funkce require_once, kdy je nutné správně určit
v parametru funkce cestu k souborům knihovny:
require_once(tcpdf.php)
require_once(fpdi.php).
Dále je do proměnné $fullPathToFile uložena cesta k souboru, který byl ověřen
v předchozím kroku. Následuje definice třídy PDF a FPDI, která zajišťuje iniciali-
zaci funkce Header(). Zde je nejprve definována proměnná var $_tplIdx sloužící
pro ukládání jednotlivých stran zdrojového dokumentu PDF, které budou zpraco-
vávány v následujících krocích.
Funkce Header() nejprve provede výpočet stran zdrojového souboru a uloží jej
do objektu $numPages:
$this ->numPages = $this ->setSourceFile($fullPathToFile );
$this ->_tplIdx = $this ->importPage (1);
Následuje podmínka, která stanovuje, že má být záhlaví generováno od první
strany dokumentu. Dojde k nastavení písma a barvy vkládaných informací pomocí
funkcí SetFont() a SetTextColor, dále je pomocí funkce Cell() vyplněna hlavní
část razítka, jejíž parametry jsou hodnoty proměnných získaných z webového formu-
láře metodou post - $_POST["volume"], $_POST["number"], a další a jako poslední
je vloženo logo časopisu na určenou pozici:
if($this ->page > 0) {
$this ->SetFont(’times’, ’I’, 10);
$this ->SetTextColor (0);
$this ->Cell( ... );
$this ->Image(’logo_cas.png’, 100, 2, 75 ,10);
}
Takto vygenerovaná hlavička je poté uložena do nové šablony pomocí funkce
useTemplate():
$this ->useTemplate($this ->_tplIdx , 0, 0 ,200);
Součástí této části programu jsou další podmínky if, které určují zda má být
vloženo časové razítko, QR kód apod. Tyto funkce nebyly uvedeny, protože jsou
pouze přidanou hodnotou razítkovacího skriptu a není nutné je uvádět pro pochopení
funkčnosti.
V další části skriptu je provedeno vytvoření nového objektu $pdf a poté je pomocí
cyklu for vygenerován nový PDF dokument:
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for($i=2;$i <=$pdf ->numPages;$i++) {
$pdf ->endPage ();
$pdf ->_tplIdx = $pdf ->importPage($i);
$pdf ->AddPage ();
}
V poslední části skript vygeneruje aktuální čas pomocí funkce time() a ná-
sledně použije jako název nově vygenerovaného souboru. Tento soubor je předložen
iniciátorovi skriptu jako odkaz na zpracovaný soubor. Hlavička takto zpracovaného
dokumentu je na obr. 4.3.
Obr. 4.3: Výsledné záhlaví zpracovaného PDF dokumentu
4.3 Testování a ověření funkcionality razítkova-
cího skriptu
Pro otestování razítkovacího skriptu byla zvoleno měření doby zpracování skriptu
a její závislost na počtu stran uploadovaného PDF souboru. Dále bylo provedeno
otestování různých verzí PDF souborů.
4.3.1 Doba zpracování PDF dokumentu
V rámci testování bylo provedeno 5 opakujících se měření (tab. 4.1) pro různý po-
čet stran. Dokumenty pro testování byly generovány nahodile od 8 do 165 stran.
Pro generování byl použit generátor v prostředí latex, který vytvářel dokumenty
pomocí generátoru textu Lipsum 1. z grafu na obr. 4.4 je patrné, že závislost doby
1demonstrativní text používaný v tiskařské a knihařském průmyslu, hojně využívaný např.
webdesignery apod.
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zpracování na počtu stran je lineární. Se vzrůstajícím počtem stranu vzrůstá také
doba zpracování z toho důvodu, že skript potřebuje určitý čas na vytvoření šablony
z každé strany z původního dokumentu a následné orazítkování informacemi, které
vyplnil uživatel.
Tab. 4.1: Tabulka závislosti doby zpracování na počtu stran
Počet 1 2 3 4 5 Průměr doby zpracování Průměr doby zpracování
stran všech stran [ms] jedné strany [ms]
8 250 247 240 238 262 247.4 30.9
17 397 427 410 405 419 411.6 24.2
21 485 470 480 455 471 472.2 22.5
41 902 910 880 916 896 900.8 22.0
62 1410 1360 1360 1395 1407 1386.4 22.4
83 1860 1880 1827 1831 1855 1850.6 22.3
165 4090 4080 4190 4145 4065 4114.2 24.9
Obr. 4.4: Graf závislosti doby zpracování na počtu stran
4.3.2 Nárůst velikosti zpracovaného PDF dokumentu
V této části měření bylo pro předchozí zpracované dokumenty zjištěn rozdíl velikosti
původních a zpracovaných souborů. Bylo zjištěno, že proces razítkování zásadním
způsobem neovliňuje výslednou velikost souboru. Pro 8 stránkový dokument PDF
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byl zjištěn rozdíl původního a výsledného souboru 15 kB a v případě 165 stránkového
dokumentu rozdíl 142 kB (tab. 4.2).
Tab. 4.2: Tabulka původní a výsledné velikosti zpracovaných dokumentů PDF
Počet Velikost původního Velikost zpracovaného Rozdíl velikosti
stran souboru [kB] souboru [kB] souborů [kB]
8 37 52 15
17 53 75 22
21 61 86 25
41 99 139 40
62 137 196 59
83 175 251 76
165 327 469 142
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5 REALIZACE MODULŮ PRO OJS
V tuto chvíli je již připraven univerzální skript, který zajistí vygenerování razítka
s metadaty identifikujícími časopis. Dalším krokem pro integraci tohoto skriptu
je prozkoumání variant, kterými je možné samotný systém OJS modifikovat. Tato
kapitola slouží jako návod pro realizaci vlastního blokového modulu, který je možné
instalovat do systému OJS. V druhé části kapitoly je upraven vzhled časopisu.
Vývojáři, kteří se rozhodli provádět modifikace systému OJS, mohou využít tech-
nické příručky systému OJS, ve které je nastíněn návod pro vytvoření blokového
modulu na základě předchystaného modulu DevelopedBy. Tento modul obsahuje
nejnutnější soubory, které musí modul obsahovat, aby bylo možné provést jeho re-
gistraci do systému a zajistit zobrazení v postranním panelu systému.
5.1 Obecný návod pro vytvoření blokového mo-
dulu External Links
V současné verzi systému OJS je umožněno uživateli systému přesouvat každý dílčí
blok postranního panelu tak, aby vyhovoval požadavkům správce časopisu prostřed-
nictvím Nastavení časopisu. Každý blok (Uživatel, Oznámení, Jazyk, Obsah časo-
pisu, Velikost fontu, apod.) má svou vlastní složku, ve struktuře ∖plugins∖block∖.
Nejjednodušším způsobem vytvoření nového bloku je vytvoření kopie stávajícího
bloku a nahrazení vnitřních funkcí, které zajistí zobrazení požadovaného obsahu
bloku.
Jednoduchý blokový modul obsahující pouze HTML a obrázky je možné vytvo-
řit pomocí Custom Block manažeru. V následujícím návodu bude popsáno, jakým
způsobem je možné vytvořit blokový modul manuálně [11].
5.1.1 Potřebné soubory
Pro správnou funkčnost modulu je možné vycházet ze šablony modulu dostupného
pro vývojáře přímo v adresářové struktuře systému OJS. Pro ukázku bude nadefi-
nován plugin s názvem ExternalLinks, který zobrazuje statické odkazy na webové
stránky. Vycházet bude z modulu DevelopedBy, který je umístěn v adresářové struk-
tuře ∖plugins∖block∖developedBy a obsahuje následující strukturu souborů, které
je nutné přizpůsobit vlastním požadavkům.
• DevelopedByBlockPlugin.inc.php - inicializační soubor obsahující funkce,
které zajišťují zobrazení obsahu modulu.
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• index.php - slouží pro načtení a inicializaci hlavního souboru modulu a vrací
novou instanci modulu
• version.xml - obsahuje informace o autorovi modulu, vývojovou verzi modulu
apod.
• block.tpl - šablona pro tvorbu samotného obsahu modulu, v této šabloně
je možné upravovat výstup skriptu prostřednictvím HTML, CSS stylů a po-
kročilejší funkce prostřednictvím nadstavby Smarty
5.1.2 Vytvoření pluginu External Links
Následujícím postupem dojde k vytvoření vlastního modulu pro výpis statických
odkazů:
1. Zkopírování složky developedBy a změna názvu na externalLinks
2. Přejmenování souboru DevelopedByBlockPlugin.inc.php na nový název
ExternalLinksBlockPlugin.inc.php
3. V souboru ExternalLinksBlockPlugin.inc.php je nutné provést následující
úpravy:




@brief Class for "ExternalLinks"block plugin
- přejmenovat název třídy na ExternalLinks
- změnit návratovou hodnotu ve funkci:
getName() na ExternalLinksBlockPlugin
- změnit návratovou hodnotu ve funkci getDisplayName() a getDescription()
na plugins.block.externalLinks.x
4. Modifikovat obsah souboru index.php:
- modifikovat komentáře tak, aby odpovídaly novému pluginu
- změnit parametr funkce require_once():
require_once(ExternalLinksBlockPlugin.inc.php)
- změnit return new na return new ExternalLinksBlockPlugin()
5. Změnit lokalizační soubory modulu - výběr dle požadované jazykové mutace:
∖locale∖en_US∖locale.xml pro jazyk Angličtina
∖locale∖cz_CS∖locale.xml pro jazyk Čeština





6. Nyní je nutné upravit samotný obsah bloku, tato změna je provedena v souboru
block.tpl, který obsahuje Smarty šablonu. Zde je možné použít jazyk HTML
nebo využít Smarty funkcí pro vytvoření dynamického obsahu, který bude
výsledný blokový modul zobrazovat.
7. Jako poslední je nutné upravit soubor version.xml - obsahuje informace o mo-
dulu, které budou uloženy v databázi.
8. Posledním krokem je registrace tohoto modulu do OJS. Pomocí příkazové
řádky Windows se přepneme do hlavní složky OJS systému a zadáme ná-
sledující příkaz (je nutné dodržet cestu k aplikaci php.exe):
Př.: c:∖xampp∖php∖php.exe tools∖upgrade.php upgrade
V kapitole 8 je dále popsán návod, jak je možné začlenit blokový modul do sys-
tému.
Takto zpracovaný blokový modul poté doplní postranní panel systému o blok
External Links, kde jsou vypsány odkazy vložené do šablony block.tpl (obr. 5.1).
Obr. 5.1: Postranní panel systému doplněný o blok External Links
5.2 Vývoj vlastního motivu vzhledu
Z hlediska úpravy vzhledu systému OJS jsou k dispozici dva způsoby, jak je možné
změny provést. První možností je modifikace stávajícího motivu vzhledu. v admi-
nistraci systému OJS jsou k dispozici předdefinované motivy, které je možné mo-
difikovat prostřednictvím souborů v adresářové struktuře ∖plugins∖themes. Každý
motiv je tvořen dle standardizované šablony, která obsahuje následující soubory:
• nazevVzhledu.css - soubor kaskádového stylu, obsahuje definici jednotlivých
bloků systému
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• nazevVzhleduThemePlugin.inc.php - inicializační soubor obsahuje funkce,
které zajišťují zobrazení vzhledu v administrační části, podmínky v případě
výběru vzhledu, funkce pro zobrazení informačních textů, apod.
• index.php - slouží pro načtení a inicializaci hlavního souboru vzhledu a vrací
novou instanci vzhledu
• version.php - obsahuje informace o autorovi vzhledu, verzi apod.
V případě úpravy již existujícího vzhledu je stěžejní soubor nazevVzhledu.css.
Tento soubor obsahuje CSS šablonu, která definuje formátování pro výsledný
vzhled časopisu. Pokud nebude kladen důraz na zobecnění úpravy systému OJS,
je možné provést změny ve formátování úpravou přímo tohoto souboru.
V rámci řešení cílů diplomové práce byla zvolena druhá možnost úpravy a tedy
vytvoření vlastního motivu vzhledu, který je možné vybrat v administraci časopisu
a není nutné provádět změny v souborech systému. Z tohoto důvodu byla použita
výchozí šablona vzhledu, která byla upravena pomocí kaskádových stylů CSS. Vý-
sledný vzhled je na obr. 5.2
Obr. 5.2: Vlastní upravený motiv vzhledu
Tento vzhled je možné distribuovat ve speciálním balíčku a následně nahrát jako




V kapitole 4 byl připraven razítkovací skript, který zajistí vygenerování elektro-
nického dokumentu PDF s popisnými metadaty, jež uživatel vyplnil ve vstupním
webovém formuláři (Obr. 4.1). Vzhledem k tomu, že tento skript vyžaduje součin-
nost uživatele a v případě většího počtu příspěvků uživatel vkládá stejná metadata,
stává se tento způsob zpracování neefektivním. Pro zajištění maximální možné efek-
tivity při zpracování elektronických publikací, kdy je použito systému OJS, je tedy
žádoucí, aby bylo využito již existujícího publikačního procesu, který bude využívat
mechanismus razítkování elektronických dokumentů a to zcela automatizovaně.
V následujících kapitolách bude nejprve z uživatelského hlediska popsána poža-
dovaná funkcionalita skriptu a následně bude tato funkcionalita podrobně popsána
z technického hlediska.
6.1 Publikační proces příspěvků
Publikační proces elektronických příspěvků v systému OJS je rozdělen do několika







Uživatel systému může pracovat, pokud to charakter organizace časopisu dovo-
luje, v několika rolích. na obr. 6.1 je uvedeno schéma procesu.
Uživatel v roli Autor vytvoří nový příspěvek, ke kterému prostřednictvím webo-
vého formuláře uploaduje soubor příspěvku, podpůrné soubory a vyplní metadata
(sekce časopisu, jazyk, komentář, email, název, abstrakt, atd.). Po potvrzení odeslání
příspěvku obdrží editor upozornění (mailem, notifikací v systému) na nový příspěvek
a jeho úkolem je, ve frontě nových příspěvků, rozdělit tyto mezi jednotlivé editory
sekce. Editor sekce zkontroluje příspěvek, vyplněná metadata a postoupí příspěvek
k vybraným recenzentům, které vybere z databáze systému. Po dobu recenzního
kroku editor sekce (případně editor) kontroluje, případně upozorňuje recenzenty
na splnění termínu a konzultuje připomínky k recenznímu procesu. Po obdržení
zpětné vazby od recenzentů, zpracuje případné připomínky a provede rozhodnutí
o předání příspěvku do dalšího kroku publikačního procesu.
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Pokud je recenzovaný příspěvek akceptován, dochází ke spuštění editování pří-
spěvku, kdy jsou vytvářeny verze příspěvku pro čtenářské publikum. V tuto chvíli
editor sekce spolupracuje s uživateli v roli Typograf a Korektor. Typograf připraví
veřejnou verzi příspěvků tak, aby byly dodrženy standardy daného časopisu. Korek-
tor poté provede finální schválení veřejné verze příspěvku a předá informaci editorovi
sekce. Po dalším schválení editorem sekce je příspěvek předán editorovi časopisu,
který provede vytvoření nového čísla časopisu, případně přiřadí do již existujícího
čísla časopisu, které je připraveno pro publikování. Posledním krokem, po připravení
kompletního čísla je samotná publikace, kdy dojde k okamžitému uveřejnění publi-
kovaného čísla nebo zpožděné vydání, kdy je číslo časopisu zveřejněno k určitému
datu (stanoví editor).
Obr. 6.1: Schéma kroků publikačního procesu [12]
Takto zpracované příspěvky a jejich veřejné elektronické verze nejsou, v případě,
že tak neučiní editor vlastními prostředky, nijak označeny metadaty, které identifi-
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kují časopis, v němž byly vydány. Tento proces bude zajištěn pomocí razítkovacího
procesu (obr. 6.1), který je spuštěn editorem před samotným publikováním čísla.
6.2 Uživatelský popis razítkovacího modulu
V této části kapitoly je k dispozici uživatelský popis jednotlivých požadavků na ra-
zítkovací modul publikovaných příspěvků. Editor časopisu, který zajišťuje rozdělení
jednotlivých kroků samotného publikačního procesu, tedy schvalovací proces pří-
spěvku, má ve finálním kroku k dispozici funkcionalitu, která zajistí opatření všech
příspěvků čísla informacemi o konkrétním vydání časopisu. Na obr. 6.2 je k dispozici
blokové schéma jednotlivých kroků, které budou podrobněji popsány v podkapito-
lách.
Obr. 6.2: Blokové schéma zpracování souboru PDF
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6.2.1 Vstupní metadata pro razítkování
Po provedení všech nutných kroků publikačního procesu má uživatel v roli editor
za úkol provést konečné publikování příspěvku. Vzhledem k nestrannosti účastníků
recenzního procesu jsou příspěvky, určené pro publikování v časopisu zbaveny veške-
rých dat, týkajících se autorství apod. Před samotným publikováním je poté nutné
opatřit elektronický dokument příspěvku metadaty, které zajistí snadnou identifikaci
čtenářům i v případě, že je šířen mimo zdrojový portál.





• Číslování stran - závisí na konkrétním vydání čísla
Jak již blo zmíněno v úvodu kapitoly, samotný razítkovací proces by měl pro-
běhnout tak, aby nezvyšoval časové nároky na editora časopisu a proto je v rámci
této práce a samotné realizace navržen zcela automatizovaný proces.
Struktura časopisu v jednotlivých vydáních





Obr. 6.3: Struktura časopisu
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V rámci jednoho kalendářního roku je stanoveno několik vydání časopisu (obr.
6.3). Pod každým vydáním může být publikováno několik jednotlivých čísel. Do čísla
jsou poté zařazovány jednotlivé elektronické příspěvky.
Výsledný skript umožňuje, pokud je v rámci jednoho vydání několik čísel, aby
vždy každé následující číslo časopisu pokračovalo v číslování stran, kdy je výchozí
hodnotou číslování konečná strana předchozího čísla.
Pokud dojde v průběhu kalendářního roku k vytvoření nového vydání, dojde
k vynulování počtu stran a první číslo nového vydání je číslováno od počátku.
6.2.2 Výpis příspěvků určených pro razítkování
Výchozím bodem samotného zpracování odborných publikací je tedy číslo časopisu.
Uživatel v roli editor má k dispozici v administrační části OJS kategorii Čísla (Is-
sues), kde je umožněno vytvářet nová čísla, spravovat budoucí čísla určená k publi-
kaci a případně spravovat již publikovaná čísla.
Obr. 6.4: Uživatelské rozhraní OJS - Obsah čísla
Zde je hlavním bodem zájmu především podkategorie Budoucí čísla, kde edi-
tor provádí konečnou kontrolu návrhu nového čísla a zajistí zde také jeho publikaci
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na stránky časopisu, tak aby byl čitelný pro čtenářské publikum. Po výběru konkrét-
ního čísla je na záložce Obsah (Obr. 6.4) výpis jednotlivých příspěvků rozdělených
do sekcí konkrétního čísla časopisu.
Tyto příspěvky je, před samotnou publikací čísla, nutné opatřit identifikačními
údaji (rok vydání, vydání, číslo časopisu, logo apod.). V této části ovšem nejsou
dostupné fyzické soubory PDF příspěvků a proto je nutné zajistit jejich identifi-
kaci z úložiště fyzických dat a přiřazení ke konkrétním příspěvkům. Takto získané
soubory slouží jako jeden ze vstupů razítkovací funkce.
6.2.3 Získání metadat pro razítkovaní
V předchozí části byly definovány vstupní objekty - elektronické dokumenty pří-
spěvků, které budou opatřeny samotnými identifikačními údaji - metadaty. Tyto
metadata jsou k dispozici pro každé jednotlivé vydání a číslo a proto je nutné vy-
těžit tato metadata z databáze tak, aby bylo umožněno předat je jako parametry
do razítkovací funkce. Podrobněji bude problematika zmíněna v následujících kapi-
tolách, kde bude rozebrán technický popis řešení.
6.2.4 Záloha a obnova původních verzí elektronických do-
kumentů příspěvků
Z hlediska publikování čísla dochází k přepisu původních neorazítkovaných souborů
ve fyzickém úložišti. Pro zpětnou obnovu dat, tedy možnost, že bude samotné vydání
čísla zrušeno, dojde ke změně struktury obsahu čísla, případnému vyřazení někte-
rých příspěvků z konkrétního čísla či dodatečné přidání nových příspěvků. Z tohoto
důvodu je žádoucí provádět zálohu pro každý z fyzického souboru příspěvku. Toto
zálohování je provedeno vždy před samotným razítkováním. Záloha proběhne zko-
pírováním souboru ve fyzickém úložišti a přidáním příznaku do názvu souboru.
6.3 Analýza dostupných šablon a funkcí systému
Pro bližší seznámení s rozhraním systému bylo přistoupeno k analýze jednotlivých
front-end šablon systému, které zobrazují data internetového časopisu. na základě
těchto šablon a znalosti jazyka PHP a Smarty byly zjištěny jednotlivé stránkovací
třídy, které obsahují funkce zajišťující zobrazení a zpracování příslušných dat. v ná-
sledujících podkapitolách jsou popsány stěžejní funkce, které sloužily jako základ
pro další úpravy systému. V této části již nebude rozebírán princip propojení jed-
notlivých součástí (problematika byla popsána v kapitole 1.1).
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6.3.1 Obsah čísla
Při samotném studiu principu fungování systému byla jako první prostudována šab-
lona IssueToc.tpl, která prezentuje obsah konkrétního čísla. Na této šabloně jsou
k dispozici všechny příspěvky, které byly editorem zařazeny pro publikování v kon-
krétním čísle a možnost publikace čísla. Samotné vykreslování dat této šablony zajiš-
ťuje funkce issueToc(), která je definována ve stránkovací třídě
IssueManagementHandler.inc.php. Jedním z důležitých parametrů této funkce
je $issueId (identifikátor konkrétního čísla časopisu), který je předáván do funkce
getPublishedArticles($issueId). na základě výstupu této funkce je naplněno
pole $publishedArticles, které obsahuje konkrétní záznamy příspěvků, zařazené
do tohoto čísla. Toto pole je poté ve funkci issueToc() vypsáno pomocí foreach
funkce a zajistí vypsání všech příspěvků.
Záložka Obsah čísla (Table of Contents) umožňuje editorovi provést další kroky,
především seřadit příspěvky v pořadí, v jakém budou prezentovány v elektronické
verzi publikovaného čísla, odstranit příspěvky, jejichž vydání bude posunuto do dal-
šího čísla apod. Editor má také k dispozici informaci v podobě checkboxu, zda byly
dané příspěvky schváleny korektorem v rámci publikačního procesu.
K případným změnám ve struktuře čísla je možné využít tlačítek Uložit (Save)
a Publikovat číslo (Publish Issue). Obsah čísla je zobrazen na obr. 6.4.
Publikování čísla
Tlačítko Publikovat číslo (Publish Issue) vyvolá funkci publishIssue(). Tato
funkce zajišťuje nastavení potřebných parametrů pro zpracování všech příspěvků
do stavu publikováno (published). Dochází zde k nastavení oprávnění a indexaci
obsahu příspěvků. Zároveň je zde zajištěna notifikace uživatelů, jejichž příspěvky
jsou v tomto čísle zahrnuty.
Zrušit publikování čísla
V případě, že editor publikoval číslo a je třeba v něm provést změny, je možné využít
možnost Zrušit vydání čísla (Unpublish issue) v kategorii Minulá čísla (Back
issues), která obsahuje seznam již publikovaných čísel editor vybere konkrétní číslo
a zruší publikaci čísla pomocí tlačítka Zrušit vydání čísla.
Vyvolaná funkce unpublishIssue() obsahuje zpětné mechanismy, které zajistí




Další stěžejní šablonou ve správě čísel je šablona Data čísla (Issue Data) -
issueData.tpl (obr. 6.5), kterou obsluhuje funkce issueData(). Tato šablona
umožňuje vyplnění případně změnu požadovaných metadat, která identifikují kon-
krétní číslo časopisu:
• Vydání čísla (Volume)
• Číslo (Number)
• Rok (Year)
• Název čísla (Title)
Tato metadata jsou stěžejní pro další použití v razítkovacím modulu a proto bylo
nutné provést analýzu, jakým způsobem jsou tyto informace vytěžovány z databáze.
Obr. 6.5: Uživatelské rozhraní OJS - Data čísla (Issue Data)
Údaje pro konkrétní číslo byly zjišťovány pomocí přístupu k objektu $issue
a využití dostupných funkcí systému, jejichž návratovou hodnotou jsou konkrétní
hodnoty daného čísla časopisu:
function getVolume () {
return $this ->getData(’volume ’);
}
$issue ->getVolume ();
function getNumber () {
return $this ->getData(’number ’);
}
$issue ->getNumber ();






Na stránce Náhled čísla (Preview Issue) zkontroluje editor vzhled čísla tak, jak
bude po publikování čísla prezentován veřejnosti. Tuto část systému nebylo nutné
modifikovat. Popis stránky slouží pouze pro ucelení představy možností, které systém
editorovi nabízí. v samotném vývoji byla tato šablona využívána pouze pro zobrazení
výsledných orazítkovaných souborů a kontrolu správnosti.
Obr. 6.6: Uživatelské rozhraní OJS - Náhled čísla (Preview Issue)
Editor má k dispozici náhled na seznam příspěvků v daném čísle a v pravém
sloupci jsou k dispozici odkazy na stažení elektronické verze příspěvku ve formátu
PDF (obr. 6.6).
6.3.4 Využité třídy systému
V této části byl proveden průzkum samotných tříd (classes), kde jsou definovány
jednotlivé funkce, které byly později použity jako základ pro vlastní modul. Z hle-
diska množství tříd jsou popsány pouze stěžejní třídy, z nichž byly čerpány potřebné
funkce [13]. Třídy systému se nacházejí v adresářové struktuře ∖classes∖, kde jsou
dále větveny do příslušných kategorií.
PublishedArticleDAO
Umístění: ∖classes∖article∖PublishedArticleDAO.inc.php
Tato třída se stará o přístup a modifikaci objektů PublishedArticle. Publishe-
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dArticle je třída publikovaných příspěvků, které již byly zařazeny pro publikování
v konkrétním čísle.




Zde jsou definovány jednotlivé operace pro samotný přístup a úpravu objektů třídy
ArticleFile. Mezi stěžejní funkci, která byla použita při vývoji samotného modulu,
patří:
• getArticleFilesByArticle($articleId) - navrací všechny fyzické soubory
konkrétního příspěvku na základě parametru $articleId
ArticleFile
Umístění: ∖classes∖article∖ArticleFile.inc.php
Tato třída slouží pro přístup k nově vytvářeným objektům příspěvku Article a shro-
mažďuje operace pro zápis a získání informací, které slouží při získávání fyzických
souborů příspěvku:
• getFilePath() - vrací celou cestu k fyzickému souboru
• getArticleId() - vrací id příspěvku
ArticleFileManager
Umístění: ∖classes∖file∖ArticleFileManager.inc.php
Tato třída. rozšiřuje třídu FileManager a definuje operace pro správu fyzických sou-
borů příspěvku, který je inicializován uživatelem v roli Autor na počátku celého pu-
blikačního procesu. V dalších fázích publikačního procesu umožňuje pomocí funkcí
nahrávat, stahovat, mazat a provádět úpravu původního fyzického souboru, dále
jednotlivých revizních verzí, editorské verze dokumentu, editační verze a dále verze
veřejné, určené pro finální zobrazení po publikování čísla časopisu. Prostřednictvím
těchto funkcí je také možné nahrávat a editovat podpůrné soubory příspěvku, obsa-
hující citace, odkazy apod.
Použitá funkce:
• fileStageToPath()
case ARTICLE_FILE_PUBLIC: return p´ublic´
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6.4 Popis integrace razítkovacího modulu
Tato kapitola popisuje praktický vývoj nových a přizpůsobení stávajících funkcí,
které slouží pro razítkovací modul v publikačním procesu. Převážná část změn byla
provedena ve stránkovací třídě IssueManagementHandler.inc.php a funkcích v ní
obsažených. Samotná funkcionalita zajišťuje následující kroky:
1. získání metadat identifikujících číslo časopisu
2. výpočet výchozí hodnoty pro číslování v rámci vydání časopisu
3. získání fyzických souborů příspěvků konkrétního čísla
4. proces razítkování jednotlivých elektronických dokumentů
5. zpětná obnova razítkovaných elektronických dokumentů
6.4.1 Funkce stampIssue()
Funkce stampIssue je inicializována editorem pomocí tlačítka Razítkovat číslo (Stamp
Issue) na šabloně Obsah čísla (Obr. 6.7). Samotná funkce poté provede následující
dílčí procesy:
• získání metadat identifikujících číslo časopisu
• výpočet výchozí hodnoty pro číslování v rámci vydání časopisu
• získání fyzických souborů příspěvků konkrétního čísla
• proces razítkování jednotlivých elektronických dokumentů
Obr. 6.7: Razítkovací proces v systému OJS
Tyto dílčí procesy budou nyní podrobně popsány v následujících podkapitolách.
Získání metadat identifikujících číslo časopisu
Metadata identifikující konkrétní číslo časopisu je třeba získat pro další předání
do razítkovacího procesu. Pro tento účel byla upravena definice funkce issueToc
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(popsáno v kapitole 6.3.1). Tyto proměnné byly zjištěny z objektu $issue a dále
pomocí funkcí getVolume(), getNumber() a getYear().
Tyto metadata jsou poté uloženy do SESSION proměnných:
$_SESSION[’Volume ’] = $issue ->getVolume ();
$_SESSION[’Number ’] = $issue ->getNumber ();
$_SESSION[’Year’] = $issue ->getYear ();
Při inicializaci funkce stampIssue() jsou dále předávány do třídy StampingClass,
která zajišťuje generování záhlaví a zápatí razítkovaného dokumentu.
Výchozí hodnota pro číslování
Jak již bylo zmíněno v teoretickém návrhu modulu, číslování je vázáno na vydání
časopisu. Bylo tedy nutné zajistit funkci skriptu, která na základě předchozích pu-
blikovaných čísel bude udržovat hodnotu počtu stran jednotlivých příspěvků v kaž-
dém čísle časopisu. Pro tyto potřeby byl vyhotoven skript, který vytvoří adresářovou
strukturu rozdělenou dle roku vydání, vydání časopisu a následně je pro každé publi-
kované číslo časopisu vytvořen .txt soubor, ve kterém je uložena informace o součtu
stran všech publikovaných příspěvků.
Skript, který zajišťuje tuto funkcionalitu (schéma zpracování na obr. 6.8), nejprve
vytvoří složku pro rok vydání časopisu
$issueTempFolderYearIssuePath a v ní podsložku pro zpracovávané číslo
$issueTempFolderYearIssueIssuePath. Tyto složky jsou vytvářeny v adresářové
struktuře OJS: ∖files∖issue_pages∖. Následuje uložení případného obsahu pod-
složky do pole $filesInFolder pomocí funkce scandir().
$filesInFolder = scandir($issueTempFolderYearIssuePath );
Následuje podmínka, která v případě, že ve složce nebyly nalezeny soubory na-
staví výchozí hodnotu číslování pro razítkované číslo časopisu:
$startintCountOfPages = 1;
V případě, že byly nalezeny soubory ve složce, je spuštěn foreach cyklus, který
provede načtení hodnoty z každého existujícího souboru pomocí funkce
file_get_contents a provádí jejich součet do proměnné $tempCountInFile. Každá
hodnota v textovém souboru reprezentuje počet stran v daném čísle. Po zpracování
všech souborů provede uložení výsledného počtu stran do proměnné
$startinCountOfPages:
$startintCountOfPages = $tempCountInFile + 1;
Proměnná $startinCountOfPages je dále zpracovávána ve třídě StampingClass.
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Obr. 6.8: Blokové schéma výchozího číslování
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V tuto chvíli již jsou k dispozici metadata pro razítkování. v následující části
bude přiblížen postup, kterým jsou získany jednotlivé fyzické soubory příspěvků
v daném čísle.
Získání fyzických souborů příspěvků v daném čísle
Blokové schéma této části skriptu je na obr. 6.9. Pro získání fyzických dokumentů
pro jednotlivé příspěvky je využito třídy PublishedArticleDAO, ArticleFileDAO
a ArticleFileManager, které byly popsány v kapitole 6.3.4.
Obr. 6.9: Blokové schéma dotažení fyzických souborů příspěvků
Za použití prvních dvou zmíněných tříd jsou vytvořeny reference na objekty
$publishedArticleDao a $articleFileDao. Následuje naplnění pole $articles
pomocí funkce getPublishedArticles(), do kterého jsou uloženy jednotlivé pří-
spěvky zařazené pro publikování v daném čísle časopisu:
$articles = $publishedArticleDao ->getPublishedArticles ();
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Nyní následují dva foreach cykly, kdy je v prvním případě vytvořena reference
na fyzické soubory pro každý z příspěvků pomocí funkce
getArticleFilesByArticle():
$articleFiles =&
$articleFileDao ->getArticleFilesByArticle($article ->getId ());
Vnořený foreach cyklus prochází všechny prvky pole $articleFiles a jsou
v něm provedeny dále popsané operace.
Sestavení cesty k fyzickému souboru
První z operací ve vnořeném foreach cyklu je sestavení cesty $filePath k fyzickému
souboru příspěvku. Zde je využito třídy $articleFileManager a funkcí konstanty
FilesDir, která udržuje cestu k úložišti souborů (nastavení probíhá při instalaci
systému OJS) a získání názvu fyzického souboru getFileName():
$filePath=$articleFileManager ->filesDir.
$fileType.’/’.$articleFile ->getFileName ();
Protože je žádoucí upravit pouze soubory příspěvku, které jsou. finálním produk-
tem publikačního procesu, je definována podmínka, která vybere pouze tzv. public
soubory.
Zálohovací mechanismus
Nyní je v proměnné $filePath udržována informace pro cestu k fyzickému sou-
boru. Tento soubor je zpracován a pomocí standardní metody copy() zálohován
s příznakem backup_ do stejné složky ze které je zálohován.
Př.: umístění: ∖files∖journals∖1∖articles∖11∖public∖
původní soubor 11-38-1-PB.pdf, zálohovaný soubor: backup_11-38-1-PB.pdf
Razítkování souboru
Samotný razítkovací skript byl popsán v kapitole 4. Pro integraci do OJS bylo
nutno pozměnit některé jeho části (obr. 6.10). Především došlo k separaci třídy
StampingClass, která byla přesunuta do standardní struktury pro třídy v OJS
∖classes∖file∖, ve skriptu je na ni odkazováno pomocí funkce import:
import(’classes.file.StampingClass ’);
Do této třídy je poté předáván pomocí vytvořeného objektu $pdf proměnná
$fullPathToFile, která obsahuje $filePath sestavenou v předchozím kroku. Dal-
ším předávaným parametrem je výchozí hodnota číslování $startingCountOfPages
a metadata identifikující číslo časopisu.
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Obr. 6.10: Blokové schéma procesu razítkování
Následuje vygenerování nového PDF dokumentu, který obsahuje v záhlaví in-
formace Vydání, Číslo časopisu, Rok vydání, logo časopisu a v zápatí je provedeno
očíslování dokumentu na základě výchozí hodnoty číslování.
Pomocí funkce Output() je poté výsledný razítkovaný soubor přesunut do pů-
vodního úložiště:
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$pdf ->Output($filePath , "F");
a pomocí funkce file_put_contents je vygenerován soubor obsahující počet
stránek zpracovaných v instanci razítkovacího procesu.
Tímto je ukončen razítkovací proces a editor může provést kontrolu pomocí Ná-
hledu čísla. Pokud je číslo finálně připraveno pro publikování, editor může provést
další krok a to Publikovat Číslo.
6.4.2 Funkce unstampIssue
Funkce unstampIssue() je reverzní funkcí pro případné zrušení razítka na již zpraco-
vaných souborech. Zajišťuje editorovi možnost vrátit veřejné verze příspěvků do pů-
vodního tvaru, kdy může provést změny v příspěvcích čísla, změnit pořadí apod.
Tato funkce využívání stejného principu získávání fyzických souborů příspěvků
jako funkce stampIssue() (obr. 6.11), proto nebude dále popisována. Obsahuje však
mechanismy pro obnovu samotného fyzického souboru příspěvku (jeho veřejné verze)
- reverzní k zálohovacímu mechanismu. Dále provede smazání souboru počtu stran
ve struktuře ∖files∖issue_pages∖.
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Obr. 6.11: Blokové schéma funkce unstampIssue
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7 TESTOVÁNÍ RAZÍTKOVACÍHO MODULU
Pro ověření správnosti realizovaného modulu byly vytvořeny testovací scénáře, které
odpovídají metodice práce, dle které bude editor postupovat. Byl zde kladen pře-
devším důraz na správnost očíslování jednotlivých stran elektronických dokumentů
příspěvku, které byly zahrnuty do každého čísla. V každém čísle bylo naplánováno
pro razítkování a publikování 5 příspěvků, tedy celkem 5 elektronických dokumentů
PDF. Dále byla změřena doba zpracování jak razítkovacího procesu, tak také pro-
cesu zrušení razítka. V poslední části této kapitoly je zobrazen výstup razítkovacího
skriptu - orazítkovaný dokument PDF příspěvku.
7.1 Ověření správnosti dat - testovací scénáře
V následující kapitole bude provedeno několik testů dle stanovených testovacích
scénářů tak, aby byla ověřena správnost implementovaného modulu razítkování.
Hlavní zaměření bude především na správnost identifikačních dat časopisu a jed-
notlivé stránkování. Součástí každého testovacího scénáře je také informace, jakým
způsobem byla změněna velikost nově generovaného dokumentu.
7.1.1 Vytvoření nového vydání a čísla časopisu
První testovací scénář vychází ze situace, kdy je připravena čistá instance nového
časopisu bez jakýchkoliv publikovaných vydání a čísel. Záměrem je ověření správ-
nosti vytvořených výchozích hodnot pro číslování jednotlivých příspěvků prvního
vydání čísla časopisu.
Kroky scénáře
1. Editor vytvoří nové vydání a číslo časopisu
2. Editor přiřadí příspěvky do čísla
3. Editor provede nahrání veřejných dokumentů jednotlivých příspěvků
4. Editor provede razítkování čísla
5. Editor provede kontrolu správnosti orazítkovaných dokumentů
Výsledky scénáře
Po vytvoření nového vydání a nového čísla bylo dle předpokladu započato číslování
stran od hodnoty 1, další dokumenty příspěvků vždy pokračovaly hodnotou z po-
slední strany předchozího dokumentu. Vzorové dokumenty příspěvků byly správně
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označeny příslušnými čísly stránek a proto bylo možné toto číslo publikovat. V ta-
bulce 7.1 jsou k dispozici výsledky získané analýzou jednotlivých dokumentů pří-
spěvku.
Tab. 7.1: Vytvoření nového vydání a čísla časopisu
Dokument Počet Počátek Konec Originál Upravený soubor
stran číslování číslování [kB] [kB]
1 8 1 8 44 63
2 10 9 18 48 68
3 2 19 20 33 48
4 6 21 26 40 58
5 4 27 30 37 53
7.1.2 Vytvoření čísla časopisu v existujícím vydání
V dalším testovacím scénáři je středem pozornosti především kontrola navazujícího
číslování v rámci jednoho vydání časopisu. Zde je třeba ověřit, zda je při razítko-
vání správně určena výchozí hodnota číslování. Nové číslo časopisu by mělo navázat
na poslední stranu čísla předchozího - tedy dokument prvního příspěvku by měl
pokračovat v číslování od získané hodnoty z dokumentu posledního příspěvku čísla
předchozího.
Kroky scénáře
1. Editor vytvoří nové číslo časopisu v již existujícím vydání
2. Editor přiřadí příspěvky do čísla
3. Editor provede nahrání veřejných dokumentů jednotlivých příspěvků
4. Editor provede razítkování čísla
5. Editor provede kontrolu správnosti orazítkovaných dokumentů
Výsledky scénáře
Po vytvoření dalšího čísla časopisu v rámci stejného vydání časopisu a následném
přiřazení příspěvků bylo číslo orazítkováno. Po kontrole jednotlivých dokumentů
příspěvků tohoto čísla byla ověřena správnost, kdy první strana dokumentu prvního
příspěvku byla orazítkována číslem 31 (předchozí číslo časopisu obsahovalo 30 stran,
tab. 7.1). I v tomto případě došlo ke správnému určení výchozí hodnoty číslování
všechny dokumenty příspěvků byly úspěšně orazítkovány (tab. 7.2).
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Tab. 7.2: Stav stránek po vytvoření čísla časopisu v existujícím vydání
Dokument Počet Počátek Konec Originál Upravený soubor
stran číslování číslování [kB] [kB]
6 12 31 42 51 74
7 6 43 48 39 57
8 14 49 62 55 79
9 21 63 83 67 97
10 5 84 88 38 58
7.1.3 Publikování nového čísla po zrušení jednoho z před-
chozích čísel časopisu
V tomto testovacím scénáři bylo ověřeno, že v případě zrušení již publikovaného
čísla časopisu, kdy došlo k orazítkování všech zahrnutých příspěvků, dojde k využití
zálohovacích mechanismů v případě zrušení čísla a číslování nových příspěvků bude
pokračovat od hodnoty poslední strany předchozího orazítkovaného čísla časopisu.
Kroky scénáře
1. Editor zruší již orazítkované číslo v existujícím vydání
2. Editor vytvoří nové číslo časopisu v existujícím vydání
3. Editor přiřadí příspěvky do čísla
4. Editor provede nahrání veřejných dokumentů jednotlivých příspěvků
5. Editor provede razítkování čísla
6. Editor provede kontrolu správnosti orazítkovaných dokumentů
Výsledky scénáře
Po zrušení čísla vytvořeného v předchozím scénáři, kdy poslední strana měla č. 88
(viz. tab. 7.2), došlo k inicializaci zálohovacích mechanismů a byl odstraněn strán-
kovací soubor zrušeného čísla. Poté bylo vytvořeno nové číslo a jeho strana, dle
předpokladu, určila jako výchozí hodnotu číslování poslední hodnotu čísla strany
z čísla vytvořeného v prvním testovacím scénáři a pokračovala tedy v číslování do-
kumentu prvního příspěvku číslem strany 31 (tab. 7.3).
7.1.4 Změna pořadí příspěvků v publikovaném čísle
Tento scénář ověřuje správnost číslování stránek v případě, že editor provede do-
datečnou změnu v pořadí jednotlivých příspěvků v rámci jednoho vydání. V tomto
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Tab. 7.3: Stav stránek po zrušení publikovaného čísla v existujícím vydání
Dokument Počet Počátek Konec Originál Upravený soubor
stran číslování číslování [kB] [kB]
11 7 31 37 41 60
12 10 38 47 48 69
13 8 48 55 43 63
14 6 56 61 40 58
15 3 62 64 35 51
případě by mělo dojít k načtení vstupních souborů ve správném pořadí a toto pořadí
by mělo být dodrženo v razítkovacím procesu.
Pro názornou ukázku bylo vybráno číslo vytvořené v prvním testovacím scénáři.
Publikování tohoto čísla bylo zrušeno, bylo provedeno zrušení razítka, následně došlo
ke změně pořadí jednotlivých příspěvků a opětovné orazítkování.
Výsledky scénáře
Jak je patrno z tabulky 7.4, toto číslo navázalo v číslování na číslo časopisu z před-
chozího scénáře, tedy pokračovalo hodnotou 65. Rozdíl oproti prvnímu scénáři je
ve změně pořadí jednotlivých příspěvků. Díky této změně bylo ověřeno, že při vypi-
sování souborů příspěvků je zajištěno správné pořadí fyzických souborů příspěvků
na vstup razítkovacího procesu.
Tab. 7.4: Změna pořadí příspěvků v publikovaném čísle
Dokument Počet Počátek Konec Originál Upravený soubor
stran číslování číslování [kB] [kB]
5 4 65 68 37 53
3 2 69 70 33 48
4 6 71 76 40 58
2 10 77 86 48 68
1 8 87 94 44 63
7.1.5 Vytvoření dalšího vydání časopisu
V tomto testovacím scénáři byla ověřena situace, kdy editor uzavře předchozí vydání
a pro další publikace je vytvořeno zcela nezávislé vydání časopisu. Pro toto vydání
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by tedy měla být výchozí hodnota číslování opět vynulována.
Výsledky scénáře
I v tomto případě byla správně určena výchozí hodnota číslování. První číslo nového
vydání je číslováno od hodnoty 1 jak je patrné z tabulky 7.5.
Tab. 7.5: Vytvoření dalšího vydání a čísla časopisu
Dokument Počet Počátek Konec Originál Upravený soubor
stran číslování číslování [kB] [kB]
16 11 1 11 49 71
17 15 12 26 55 81
18 23 27 49 70 102
19 19 50 68 63 92
20 11 28 69 49 72
7.2 Doba zpracování čísla časopisu
V této části testování proběhlo pouze orientační měření tak, aby bylo zjištěno, jakým
způsobem se promítla doba zpracování po začlenění razítkovacího modulu do sys-
tému OJS. Tento test probíhal na webhostingovém prostředí, kdy mohou být vý-
sledky doby trvání ovlivněny především zatížením serveru, na kterém je konkrétní
hosting.
7.2.1 Doba zpracování razítkovaných dokumentů
Samotná doba trvání zpracování dokumentů je také ovlivněna především rozsáhlejší
funkcionalitou skriptu, kdy nedochází pouze ke generování nového dokumentu na zá-
kladě původního dokumentu, ale jsou v rámci skriptu použity foreach cykly, které
zajišťují dotažení příspěvků a následně jejich elektronických dokumentů z databáze
systému. I přes uvedené rozšíření funkcionality však nebyla zásadně ovlivněna doba
zpracování razítkovacího modulu, jak je patrné z tabulky 7.6. Bylo provedeno deset
opakovaných měření pro tři razítkovaná čísla časopisu. Rozsah celkového počtu stran
byl od 30 stran do 79 stran. Kolísající hodnoty pro zpracování jednoho čísla, kdy
například pro 30 stránkové číslo se pohybovala doba zpracování od 650 do 5790 ms
odpovídá aktuálnímu zatížení serveru. Průměrná doba zpracování všech stran razít-
kovaného čísla a průměrná doba zpracování jedné strany v rámci každého měření
59
je zobrazena v tabulce 7.7. V případě čísla časopisu s celkem 30 stranami byla prů-
měrná doba zpracování jedné strany 32 ms, v případě čísla časopisu se 79 stranami
26 ms.
Tab. 7.6: Doba zpracování razítkovaného čísla - stampIssue()
Celkový počet 1 2 3 4 5 6 7 8 9 10
stran čísla [ms] [ms] [ms] [ms] [ms] [ms] [ms] [ms] [ms] [ms]
30 1320 780 680 710 777 720 650 1030 2190 760
58 5790 2090 12000 1150 1200 1920 1380 1710 3990 1100
79 2610 2240 1250 1100 1860 1890 1440 4630 1800 1280
Tab. 7.7: Průměrná doba zpracování razítkovaného čísla
Celkový počet Průměr doby zpracování Průměr doby zpracování




7.2.2 Doba trvání zrušení razítka
V případě, že se editor rozhodne zrušit razítko již orazítkovaného čísla, je vyvolána
funkce unstampIssue(), která provede zpětnou zálohu a smaže soubor konkrétního
čísla, který obsahuje počet zpracovaných stran čísla v razítkovacím procesu. Zde již
vzhledem k funkcionalitě nedochází ke zvýšení doby zatížení serveru, kdy jsou sesta-
veny cesty k jednotlivým fyzickým souborům PDF a je provedeno jejich smazání.
V tabulce 7.8 je zobrazeno 10 opakujících se měření pro čísla razítkovaná v před-
chozím měření. Průměrná doba zpracování každého čísla je v tabulce 7.9. Zde již
průměrná doba vycházela celkem z 5 souborů příspěvků, které bylo nutné obnovit
a následném smazání souboru s hodnotou počtu stran. Průměrná doba kompletního
zrušení razítka se pohybovala od 180 ms do 275 ms. Průměrná doba zpracování
jednoho souboru skriptem se pohybovala od 30 ms do 46 ms.
60
Tab. 7.8: Doba zpracování - zrušení razítka konkrétního čísla
Číslo Počet 1 2 3 4 5 6 7 8 9 10
souborů [ms] [ms] [ms] [ms] [ms] [ms] [ms] [ms] [ms] [ms]
1/1 6 230 270 150 290 160 130 230 110 90 140
1/2 6 110 220 360 90 110 260 410 290 760 140
2/1 6 180 130 200 120 110 21 660 450 90 180
Tab. 7.9: Průměrná doba zrušení razítka konkrétního čísla
Celkový počet Průměr doby zpracování Průměr doby zpracování




7.3 Výstup razítkovacího modulu - dokument PDF
Po zpracování všech příspěvků a jejich elektronických verzí je vygenerován nový
PDF dokument (obr. 7.1). Tento PDF dokument je opatřena metadaty identifikující
časopis. V pravém horním rohu záhlaví jsou uvedeny informace o vydání časopisu,
čísle časopisu a roku vydání. V pravém horním rohu záhlaví je umístěno logo časo-
pisu. V dolní části dokumenty - zápatí - je umístěna informace o aktuální stránce.
Vždy první strana dokumentu je závislá na poslední straně posledního příspěvku
předchozího čísla v rámci stejného vydání. Samotné pozice metadat v dokumentu
je možné měnit v souboru třídy ∖classes∖file∖StampingClass.inc.php.
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Obr. 7.1: Výstup razítkovacího modulu OJS
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8 INSTALACE ÚPRAV DO SYSTÉMU OJS
Vzhledem k tomu, že úpravy systému, provedené v této práci, nejsou začleněny do
standardního instalačního balíku systému OJS, který je distribuován na stránkách
projektu, je třeba zajistit způsob, jakým může správce systému OJS tyto změny
jednoduše implementovat. V případě samotného blokového modulu je využito in-
stalační prostředí nových modulů přímo v administraci. Upravený motiv vzhledu
a samotný modul razítkování jsou poté jednoduše kopírovány do adresářové struk-
tury OJS. Následující kapitoly slouží jako návod pro rozšíření systému o provedené
úpravy.
8.1 Instalace blokového modulu a motivu vzhledu
Pro začlenění vlastního blokového modulu (kapitola 5) je možné využít 2 způsobů
instalace. Pro vlastní motiv vzhledu je postup analogický. První možností je nako-
pírování do adresářové struktury modulů:
1. zkopírování složky modulu/motivu do umístění:
modul: ∖plugins∖block∖
motiv vzhled: ∖plugins∖themes∖
2. registrace modulu pomocí příkazu v příkazové řádce: c:∖xampp∖php∖php.exe
tools∖upgrade.php upgrade
3. po přihlášení jako administrátor provést aktivaci modulu v nastavení systému
Správa časopisu -> Doplňky systému -> Doplňkové panely,
případně z jiné sekce, do které byl modul zařazen. Zde ověříme, zda je nový
modul přidán v seznamu a pokud je k dispozici, provedeme aktivaci pomocí
tlačítka Povolit.
4. V případě blokového modulu je poté možné upravit pozici v pravém nebo le-
vém postranním panelu:
Správa časopisu -> Nastavení -> Vzhled -> 5.6 Rozložení časopisu
Zde je nutné provést zařazení do panelu. Ve stejném umístění vybereme z rolo-
vací nabídky vytvořený vzhled a provedené změny potvrdíme tlačítkem Uložit.
Druhou možností instalace je vytvoření instalačního balíčku pomocí vytvoření
archivu *.tag.gz, který je možné Instalovat pomocí správy doplňků a tlačítka
Instalovat nový plugin. Samotné nastavení je analogické k první možnosti in-
stalace.
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8.2 Instalace razítkovacího modulu
Razítkovací modul je možné do systému začlenit pomocí nakopírování obsahu adre-
sáře StampingProcess a jeho adresářové struktury, která odpovídá hlavní adresářové
struktuře systému OJS (před samotnou instalací je vhodné provést zálohu souborů















Jedná se o kompletní výpis upravených tříd, šablon a lokalizační souborů sys-
tému, do kterých byly doplněny funkce realizovaného razítkovacího modulu. Tuto
strukturu je nutné nakopírovat do hlavní složky systému OJS (kapitola 1.2) a po-
tvrdit přepsání souborů.
Dalším krokem je případné stažení aktuálních verzí1 knihoven TCPDF (kapitola
3.2) a FPDI (kapitola 3.3) a jejich uložení do složky ∖pages∖editor. Následně je
nutné nastavit cestu ke knihovnám ve funkci stampIssue(), umístěné v souboru:
∖pages∖editor∖IssueManagementHandler.inc.php
//en: path to TCPDF lib , cz: cesta ke knihovne TCPDF
require_once(’lib/tcpdf/tcpdf.php’);
//en: path to FPDI lib , cz: cesta ke knihovne FPDI
require_once(’fpdi.php’);
1V příloze práce jsou pouze nejnutnější soubory knihoven a pouze vybraná písma, aby nedošlo
ke zvýšení velikosti přílohy.
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Posledním krokem zprovoznění razítkovacího modulu je definice cesty k logu časo-
pisu, které má být vkládáno do záhlaví razítka ve třídě
∖classes∖file∖StampingClass.inc.php:
// cz: vlozte cestu k logu casopisu
$this ->Image(’./ pages/editor/journal_logo.png’, ...);




V rámci této práce proběhlo seznámení s publikačními systémy a byl vybrán systém
Open Journal System pro zpracování a modifikaci publikačního procesu. Na testo-
vacím prostředí byl nainstalován systém OJS a proběhla jeho konfigurace tak, aby
bylo možné testovat systém z hlediska použití pro publikování elektronických do-
kumentů. V systému byl vytvořen testovací časopis, proběhla konfigurace systému,
kdy byli vytvořeni uživatelů systému a zařazení do jednotlivých uživatelských rolí
tak, aby bylo možné simulovat kompletní publikační proces.
Po prostudování tohoto publikačního procesu byl navržen uživatelský popis poža-
dované funkcionality razítkovacího modulu, který editorům systému OJS usnadňuje
zpracování elektronických dokumentů PDF jednotlivých příspěvků. Samotný razít-
kovací proces byl zařazen na konec schvalovacího procesu, před konečnou publikaci
čísla časopisu, kterou provádí editor. Navržený razítkovací modul byl rozdělen na
jednotlivé dílčí části tak, aby bylo možné postoupit k jeho realizaci.
Vzhledem k architektuře, ve které je systém OJS vyvíjen bylo nutné prostudovat
možnosti modifikace elektronických dokumentů PDF v programovacím jazyce PHP.
Jelikož jazyk PHP neobsahuje podporu zpracování dokumentů PDF, byl proveden
průzkum knihoven třetích stran, které doplňují tuto podporu a umožňují jak zpra-
covávat existující elektronické dokumenty PDF, tak generovat na základě původ-
ních dokumentů nový dokument PDF, který bude doplněn o požadované informace.
Z krátkého srovnání byly vybrány dvě knihovny - TCPDF a FPDI, které obsahují
požadované funkce pro modifikaci a generování dokumentů PDF.
Na základě těchto knihoven byl realizován skript, který umožňuje zpracování li-
bovolného elektronického dokumentu PDF. Prostřednictvím webového formuláře je
umožněno uživateli nahrát dokument PDF, ke kterému vyplní informace (Ročník,
Číslo, Autor apod.) a případně vybere možnost generovat do záhlaví dokumentu
časové razítko, kdy byl dokument zpracován skriptem a QR kód obsahující všechny
importované informace. Výstupem tohoto skriptu je nový PDF dokument, který ob-
sahuje v záhlaví vyplněné informace. Po samotné realizaci bylo provedeno ověření
funkčnosti a testování doby zpracování dokumentů na základě počtu stran zdrojo-
vého dokumentu a také porovnání jakým způsobem narůstá velikost takto zpracova-
ného dokumentu PDF. Tento skript byl použit jako výchozí bod dalšího zpracování
razítkovacího modulu.
V další části práce proběhlo prostudování problematiky realizace modulů, kte-
rými je možné systém OJS rozšiřovat a přidávat novou funkcionalitu. Cílem této
části bylo prohloubit pochopení samotné struktury systému a jeho jednotlivých částí.
Výsledkem této části práce je realizovaný blokový modul, který rozšiřuje postranní
panel uživatelského rozhraní časopisu o statické odkazy na webové stránky. Dále
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bylo provedeno přizpůsobení vzhledu časopisu pomocí vlastní šablony CSS.
Vzhledem k tomu, že předchozí dílčí úkoly byly splněny, bylo možné přistoupit
k samotné realizaci implementace razítkovacího modulu přímo do prostředí OJS.
Po analýze publikačního procesu, který zajišťuje schvalovací proces jednotlivých
článků a umožňuje publikovat na stránky časopisu jednotlivá čísla obsahující re-
cenzované příspěvky autorů odborných publikací, byla provedena analýza struktury
tohoto procesu. Zde byla zaměřena pozornost především na funkce, které zajišťují
zobrazení jednotlivých příspěvků v rámci konkrétního čísla časopisu. Do této části
byl implementován proces razítkování, který umožní editorovi bez větších časových
nároků opatřit elektronické dokumenty příspěvků razítkem časopisu a zajistit nava-
zující číslování stran v případě sdružení několika čísel pod jedno vydání časopisu.
Tato implementovaná funkcionalita byla poté ověřena prostřednictvím několika tes-
tovacích scénářů a bylo také ověřena doba zpracování příspěvků v prostředí systému
OJS.
Vzhledem k tomu, že v systému OJS nebylo možné využívat žádný automatizo-
vaný proces razítkování elektronických verzí publikovaných příspěvků, bylo nutné
tuto absenci kompenzovat využitím externích služeb či programů, které umožní
upravit požadovaný dokument PDF o dodatečné informace. Tímto způsobem nebylo
možné zpracovávat razítkované dokumenty PDF dávkově a editor musel dokumenty
jednotlivě stahovat ze systému, zajistit orazítkování a po kontrole dat opět jednot-
livě nahrát každý z dokumentů ke každému příspěvku v systému. Samotný realizo-
vaný razítkovací skript podstatně snížil časové nároky, kladené na editora časopisu,
který zajišťuje konečné kroky pro publikování čísla časopisu. Na základě navržené
funkčnosti jsou všechny elektronické verze příspěvků zpracovány v dávce pro každé
číslo a editor provádí pouze vyvolání funkce razítkování a následnou kontrolu jed-
notlivých PDF dokumentů v náhledu číslu. Doba zpracování je ovlivněna výkonem
serveru a jeho zatížením, ale i v tomto případě, kdy je razítkováno rozsáhlejší číslo
časopisu je stále ušetřeno velké množství časových kapacit editora.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
OJS Open Journal System
PDF Portable Document Format
PHP Hypertext Preprocessor
SQL Structured Query Language
ADOdb ActiveX Data Objects
PKP Public Knowledge Project
GNU GNU’s Not Unix!
GPL General Public Licence
MS IIS Microsoft Internet Information Services
BSD Berkeley Software Distribution
MVC Model-View-Controller
HTML Hyper Text Markup Language
XHTML Extensible Hyper Text Markup Language
DAO Data Access Object
XML Extensible Markup Language
UI User Interface - uživatelské rozhraní
CSS Cascade Style Sheet - kaskádovací styly
LDAP Lightweight Directory Access Protocol
DOI Digital Object Identifier
FPDF Free PDF
FPDI Free PDF Document Importer
TCPDF Tecnick PDF
JPEG Joint Photographic Experts Group
PNG Portable Network Graphics
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GIF Graphics Interchange Format
UTF-8 UCS Transformation Format 8
QR code Quick Response code
FTP File Transfer Protocol
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