The Decision Support Problem (DSP) construct is anchored in the notion that design is fundamentally a decision making process. Key is the concept of two types of decisions (namely, selection and compromise) and that any complex design can be represented through modelling a network of compromise and selection decisions. In a computational environment the DSPs are modeled as decision templates. In this paper, modular, executable, reusable decision templates are proposed as a means to effect design and to archive design-related knowledge on a computer. In the context of the compromise Decision Support Problem (cDSP) we address two questions:
Design reuse, using existing design resources (e.g., standard components, processes, knowledge, etc.) for new product development, is widely used in industry.
The compromise Decision Support Problem (cDSP) is described by Mistree and co-authors in [1] . Reported applications include ships [3] [4] [5] , aircraft [6] [7] , vehicles [8] , materials [9] [10] and thermal systems [11] , Stemming from the cDSP, decision templates proposed by Panchal and co-authors [2] provide a means to archive and reuse both the product and associated design process knowledge on a computer. Building on the foundation laid in [1] and [2] , we take a step further in developing a Knowledge-Based Platform for Decision Support in the Design of Engineered Systems (PDSIDES). The platform is being designed to facilitate designers to execute, reuse, tailor existing templates and develop new templates.
According to Pahl and Beitz [12] , product designs are categorized into three types: a) Original Design -New tasks and problems are solved using new or novel combinations of known solution principles, b) Adaptive Design -The solution principle remains unchanged, only the embodiment is adapted to new requirements and constraints, c) Variant Design -The sizes and arrangements of parts and assemblies are varied within the limits set by previously designed product structures. In the context of PDSIDES, three sorts of activities are identified to support these types of designs within the scope of a single cDSP template: 1) original design -creating new cDSP templates, 2) adaptive design -editing existing cDSP templates, and 3) variant design -editing the value of parameters in existing cDSP templates. Undoubtedly in many engineering design cases, multiple decisions are made and a decision template network is needed, and the basic unit of the network -a single cDSP template -is fundamental. In this paper our focus is on individual cDSP templates and the associated development will contribute as a foundation for the development of cDSP template networks.
In addition to the design activities, another key part of the platform is the user. In PDSIDES, three types of users namely Scientists, Engineers and Designers are identified according to how much knowledge they have about the design domain. In the context of a single cDSP template, Scientists are domain experts and responsible for the original design of a template. Engineers have sufficient knowledge and experience in a specific domain and are responsible for adapting existing templates for applications that the original templates were not designed for. Designers have basic knowledge and little experience in a specific domain, they are template users who vary parameters before executing existing cDSP templates. The approach presented in this paper is mainly focused on facilitating Engineers in adapting to existing cDSP templates to meet new design requirements.
In order to realize the adaption of existing cDSP templates to new design requirements on a platform, we address two questions in this paper : 
1) what are the salient features facilitating the reuse of the cDSP templates? 2) what are the salient features that facilitate maintaining model consistency when reusing the cDSP templates?
In the first question, we explore the features possessed by cDSP templates to enable reuse through modification. These features are very important for engineers to know since they need to adapt the cDSP templates to different new requirements according to these features. In the second question, we explore the way to maintain model consistency when the cDSP templates are reused with modifications. Model inconsistency is likely to occur when modifications take place in cDSP templates with a lot of complexity (e.g., tens of variables, parameters, constraints and goals etc.), and when the template modifiers are not the original template creators who have all the knowledge about the templates. The model inconsistency, if ignored, will further influence the correctness of the final design solution generated by the template. Therefore, it is important to maintain model consistency when reusing the templates by modifications.
To answer the preceding questions, the remainder of this paper is organized as follows: the foundation of this paper is briefly introduced in Section 2. The identification of the reuse patterns in which specific modifications are made to meet new design requirements is presented in Section 3. An ontologybased cDSP template representation method and a rule-based consistency checking mechanism is presented in Section 4. A pressure vessel adaptive design validation example is presented in Section 5. In the last section we offer some remarks and enumerate future research opportunities.
FOUNDATIONS
The two foundations of this paper are introduced in this section. First, the DSP Technique [13] is used as a formal strategy to model the decisions encountered in engineering designs. Second, design decision templates, specifically cDSP templates, are used to model the decision-centric design process in a reusable and computer-interpretable manner.
Decision-Based Design, the DSP Technique and
Decision Support Problems In Decision-Based Design, the basic premise is that "the principal role of a designer, in the design of an artifact, is to make decisions" [4] . Design is viewed as a process of converting information into knowledge about the product and decisions are the key markers used to determine the progress of design [14] . Design processes can thus be modeled as sets of decisions. The DSP Technique [3, 4, 13, 15, 16 ] is a framework for design, developed based on this mindset. Mistree and coauthors [4] assert that there are two primary types of decisions: the selection Decision Support Problem (sDSP) [17] [18] [19] and the cDSP [1] . A solution to the sDSP represents a preference, based on multiple attributes, for one among several feasible alternatives. The cDSP is about making a trade-off between multiple design objectives, it involves improvement of a feasible alternative through modification. Coupled decisions (including dual coupling and multilevel coupling) [17] can be derived from these basic DSPs. Multiple goals are typically encountered in complex system designs. In this paper we mainly focus on the cDSP that is associated with multiple goals. The word and mathematical formulation of cDSP are shown in Figure 1 . The formulation comprises of four keywords: The "Given" keyword captures the information available to designers for decision making. The "Find" keyword embodies information about the system variables which describe the physical attributes of an artifact, and information about the deviation variables which describe the deviations to the targets of system goals. The "Satisfy" keyword embodies the information about the system constraints, variable bounds, and system goals, with which the feasible design space and aspiration space are determined. The "Minimize" keyword embodies the objective, namely, minimizing the deviation from that which is desired to that which is possible. A tailored computational environment known as DSIDES (Decision Support in the Design of Engineering Systems) [20] has been created as an implementation of the method.
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Design decision templates
Panchal and co-authors instantiated the cDSP formulation as problem-independent templates [2] . Through these decision templates, the authors showed the reusability of decision-based design processes for different design problems. Modeling design processes using decision templates is based on three key ideas [21] : (a) design processes can be hierarchically broken down into sub-processes, (b) separation of declarative and procedural information enhances the reusability of design processes, and (c) designing is a decision-centric activity. The basic unit in a decision-centric design process is the modular, executable decision templates. The modeling strategy of decision templates is analogous to the architecture of a printed wiring board with a number of electronic components, as shown in the cDSP templates in Figure 2 . The wiring corresponds to the information flow in a process, the chips correspond to problem specific information, and the board defines the way in which information is transmitted. A primary benefit of this modeling approach is that the resulting reusability extends to both the chips and the board independently. Decision templates are created by developed Extensible Markup Language (XML) schemas which is computer interpretable and extensible. The reusable decision templates for modeling design process enable designers to: (1) specify design processes from reusable modular building blocks, (2) execute design processes based on computerinterpretable building blocks, (3) archive the design processes for reuse, and (4) analyze design processes.
A decision template is a declarative representation of a decision support problem with a predefined standard format. The components of the decision template, namely, Preferences, Goals, Parameters, Variables, Constraints, Driver, Objective, Response, and Analysis, are illustrated in Figure 2 . The components are shown as "chips" and the information flow between them is modeled as the "board". In order to create a relevant ontology for the creation and modification of a cDSP template we adapt the definition of the decision template offered by Panchal and co-authors. The definition used in this paper is:
A design template is a design decision information structure that comprises of multiple modules with different preset formats and relationships among these modules.
The "modules" here refer to the "chips" and the "relationships" refer to the "board" in Figure 2 . A decision template can be executed only after it has been instantiated with specific design information. In the rest of this paper, when we say a result or a solution generated from a template we mean a specific design case. 
IDENTIFICATION OF THE REUSE PATTERNS
FOR THE APLICATION OF DECISION TEMPLATES What are the salient features that facilitate the reuse of decision templates through modification? To answer this question we turn to the mathematical construct of cDSP. The cDSP is a mathematical construct that embodies the linguistic and mathematical flexibility to address a variety of design problems. In this section, we summarize this flexibility and identify the corresponding reuse patterns in which specific modifications are made to satisfy different requirements.
Using cDSP to represent existing designs
As adaptive designs are evolved from existing design specifications, we first introduce the representation of existing designs using the cDSP construct. Figure 3 presents a solution space view for a two-dimensional cDSP example, which can be viewed as an existing design. In Figure 3 , the coordinate axes (x 1 , x 2 ) stand for the design variables of the problem. C 1 , C 2 , and C 3 refer to the system constraints that determine the feasible design space together with the four variable bounds. G 1 , G 2 , G 3 , and G 4 represent the four design goals that need to be achieved simultaneously. These goals, with associated monotonicity, form the aspiration space of the design. When there is no overlap between the two spaces, designers will need to compromise -finding a solution in the feasible design space that best satisfies the goals in the aspiration space (namely minimizing the deviation from that which is desired to that which is possible).
From the solution space view, the cDSP mathematical construct possesses some degree of flexibility to transform and represent different design tasks. This flexibility lies in three aspects: a) Solution space dimensions. A dimension (or a coordinate) of the solution space stands for a series of value options from which designers can choose to characterize a specific aspect of a system or an artifact. The number of Solution space dimensions is determined by how many attributes of a system or an artifact are viewed as variables (whose values can be altered during the solution space exploration process). For example, three variables namely thickness, radius and length are viewed as variables in the design of a pressure vessel in Section 5.1, thus the solution space has a dimension of three. Designers have the freedom to control the solution space dimensions by changing the number of system variables in the cDSP construct. When the number is changed, the previous solution space transforms to a new form and it may lead to different final solutions. the previous feasible design space or aspiration space transforms to a new form and it may lead to different final solutions.
c) The number of curves. The sizes of the feasible design space and the aspiration space are determined by the number of boundary curves they have. The more boundary curves they have, the smaller size of space is formed, and vice versa. Designers have the freedom to control the number of curves by changing the number of system constraints and system goals in the cDSP construct. When the number of system constraints and system goals is changed, the previous feasible design space and aspiration space transforms to a new form and it may lead to different final solutions.
The flexibility is foundational to identifying cDSP reuse patterns in adaptive designs discussed in Section 3.2.
cDSP reuse patterns in adaptive designs
A design pattern denotes a formal way of documenting a solution to a design problem in a particular field of expertise [22] . The idea is introduced by architect Christopher Alexander in the field of architecture [23] and has been adapted for various other disciplines, including computer science. Documenting particular problems and associated solutions in patterns can beneficially impose designers' decision about the forms of problems that enable the retrieval and application of solution principles they know. In this paper, analogously, we document specific adaptive design requirements and the corresponding modifications of cDSP as patterns, so as to facilitate Engineers' decision about modifications of cDSP in particular adaptive design scenarios. We name the patterns as cDSP reuse patterns, for the reason that the cDSPs associated with designs are reused in these patterns.
A cDSP reuse pattern is a guide for Engineers to adapt existing cDSPs to new design scenarios, it consists of two parts: a) a description of design specifications, b) a type of corresponding modifications of cDSP construct. According to the three aspects in which the flexibility of the cDSP mathematical construct lies, as described in Section 3.1, we identify three main cDSP reuse patterns. Two of these patterns are further divided into sub-patterns. Practical adaptive design cases can be of or derived from some individual or combination of the cDSP reuse patterns. Based on the existing design described in Section 3.1, all the identified cDSP reuse patterns (in solution space view) are shown in Figure 4 . The introduction of each of the patterns is given as follows:
(1) Pattern 1 -Dimension Change Design Requirements: Options in some previous design dimensions reduce from multiple (a variable) to one (a constant) or options in some previous design dimensions expand from one (a constant) to multiple (a variable), corresponding adjustment need to be made to the previous design.
cDSP Modification: Convert previous system variables to system parameters (constants), to narrow the associated dimensions (①→②→③, as shown in P1 of Figure 4 ). Convert previous system parameters to system variables, to enlarge the associated dimensions (③→②→①, as shown in P1 of Figure  4 ).
(2) Pattern 2 -Size Change Pattern 2.1 -parameter value change Design Requirements: New design resources (e.g., materials) with different physical properties (e.g., density, yield stress of a material) are applied in the design, corresponding adjustment need to be made to the previous design.
cDSP Modification: Change the values of system parameters (or variable bounds). For example in P2.1 of Figure  4 , parameter A of system goal G 1 is changed to A', parameter D of system constraint C 3 is changed to D', and the value the lower bound of system variable x 1 is changed from K to K'.
Pattern 2.2 -preference value change
Design Requirements: The preferences of goals in multiple objectives design change, corresponding adjustment need to be made to the solution searching strategy of the previous design.
cDSP Modification: As shown in the cDSP mathematical formulation in Figure 1 , the deviation function can be formulated in two ways -Archimedean and Preemptive, based on the manner in which importance is assigned to satisfying the goals. In the Archimedean formulation, the deviation function is represented in a weighted sum manner, while in the preemptive formulation it is represented by rank ordering of the goals, see [1] . In this pattern, the value of the weights of the deviations for system goals can be changed if the deviation function is formulated as an Archimedean sum. As shown in P2.2 of Figure 4 , the values of w 1 , w 2 , w 3 , etc. can be changed according to the preferences. The preemptive level of deviations can also be changed if the deviation function is formulated in Preemptive fashion.
(
3) Pattern 3 -Constraint and Goal Change Pattern 3.1 -adding new goals and constraints
Design Requirements: Some aspects of the system performance that weren't previously considered are required to pursue and achieve specific target values. Some system behaviors that weren't previously considered must be limited to some degree.
cDSP Modification: Add new system goals and form a new aspiration space (e.g., G 5 is added and a new aspiration space is formed, in P3.1 of Figure 4 ). Add new system constraints and form a new feasible design space (e.g., C 4 is added and a new feasible design space is formed, in P3.1 of Figure 4 ).
Pattern 3.2 -deleting existing goals or constraints
Design Requirements: Some aspects of the system performance are not required to be considered any longer. Previous limitation on some system behaviors are not required any longer.
cDSP Modification: Delete some existing goals and form a new aspiration space (e.g., G 2 is deleted and a new aspiration space is formed, in P3.2 of Figure 4 ). Delete some existing constraints and form a new feasible design space (e.g., C 1 is deleted and a new feasible design space is formed, in P3.2 of Figure 4) . Pattern 3.3 -constraint to goal conversion Design Requirements: Some previous limitation on the system behaviors are released and required to pursue as system performances. For example, previous limitation on the weight in the design of a car is released and required to be minimized in a new design scenario.
cDSP Modification: Convert previous system constraints to system goals. For example, in P3.3 of Figure 4 , C 2 is converted to a system goal and both the feasible design space and aspiration space are reformed.
Pattern 3.4 -goal to constraint conversion
Design Requirements: Some previously pursued system performance objectives are required to be limited to some degree. For example, previous system performance objective "maximizing energy efficiency" in the design of a car is limited as "energy efficiency should not be less than 35%". cDSP Modification: Convert previous system goals to system constraints. For example, in P3.4 of Figure 4 , G 3 is converted to a system constraint and both the feasible design space and aspiration space are reformed. Figure 4 cDSP reuse patterns
cDSP template operations in the reuse patterns
The modular, executable cDSP templates, with the separation of declarative and procedural information in product design, and with the modularization of declarative information, significantly reduce the complexity and increase the reusability of design a process. In the computational environment, modifications of the cDSP in the reuse patterns can be implemented by specific operations of the cDSP templates. In the operations, information contained in the template is modified while the template itself may remain unchanged. In Table 1 , all the possible template operations mapping to the reuse patterns identified in the previous section are presented. The left and the right columns in Table 1 are the reuse pattern list and cDSP template module list respectively, and the template operations mapping to related reuse patterns are illustrated in the middle column. A specific adaptive design can be implemented by any single type or combination of these operations.
The five modules, namely, variable, parameter, goal, constraint and preference listed in Table 1 , are the active modules in the reuse patterns, because they are frequently modified and reused in adaptive designs. The rest of the modules in the cDSP template are relatively inactive since they are mainly responsible for exchanging information with the external computational environment and basically remain the same as what they were originally configured. Converting ③ to ④ P3. 4 Converting ④ to ③
ONTOLOGY BASED CDSP TEMPLATE REPRESENTATION AND CONSISTENCY CHECKING 4.1 Using ontology as the cDSP template
representation method In the cDSP reuse patterns, all the modified information must be verified before computing so as to ensure the correctness of the generated result. While the XML schema used in [2] for representing the cDSP templates does not enable verification of model consistency, on the platform Engineers have to manually check the model consistency after they modify some content in the XML file. It is a tedious and error-prone process, especially when the problem is very complex and the file modifier (e.g., an Engineer) is not the file creator (e.g., a Scientist). Thus, there is a need to represent the cDSP templates in a way that is not only computer-interpretable, but also facilitates maintaining model consistency.
In computer science, ontology is defined as "a specification of a conceptualization" [24] . It provides a common vocabulary for the representation of domain-specific knowledge [25] . With good performance in extensibility and computerinterpretability, ontologies are increasingly being applied in complex applications, e.g., for Knowledge Management, ECommerce, eLearning, or information integration. In addition, ontologies also possess the inferenceability that enables logical inference on facts through axiomatization [26] . That means the consistency of knowledge can be verified by rules. For the above mentioned three features (extensibility, computerinterpretability and inferenceability), it makes ontology a suitable representation method for the cDSP templates.
The two most widely-used ontology modeling paradigms are Web Ontology Language (OWL) and Frames [27] . A detailed discussion of the similarities and differences is presented by Wang and co-authors [27] . One of the primary differences between Frames and OWL is the view of domain:
Frames are based on a closed-world assumption in which everything is prohibited until it is permitted, while OWL is based on an open-world assumption in which everything is permitted until it is prohibited [27] . Since the cDSP template is a computational structure within which most of the modules (e.g., parameter, variable, preference etc.) must strictly comply with certain rules (e.g., in the module "parameter", the upper bound must be equal to the lower bound), it is more like a closed world than an open world. So in this paper we use Frames as the cDSP template modeling paradigm. The ontology is developed in Protégé-Frames 3.5 [28] and the consistency checking mechanism is implemented in JessTab, a plugin of Protégé [29] .
Development of cDSP template ontology 4.2.1 Taxonomy
Panchal and co-authors [2] identify nine modules -goals, constraints, parameters, variables, preferences, driver, analysis, objective, and response -to compose a cDSP template. Within these modules it is important to know that the difference between a constraint and a goal is that whether they can be violated or not. A constraint is a function with a target value that cannot be violated while a goal is a function with a target value that can be over or under achieved. In the ontology, a universal class Function is introduced to generalize the properties of these two modules and to facilitate conversion. Similar case is with the difference between a parameter and a variable -a parameter is a quantity with only one value option while a variable is a quantity with multiple value options, and a universal class Quantity is introduced in the ontology for the same purpose. It is also important to know that the module objective only captures the monotony (e.g., "Minimize", "Maximize", and "Force") and the expression information which are properties of a goal. In order to reduce information redundancy, modules goal and objective are integrated in one class -Goal in the ontology. Since there can be multiple template instances (e.g., instances with different preferences for the goals) that can satisfy the requirements in the design of an artifact or a system, a Class Design is introduced in the ontology to capture the general design information. Many template instances (design solutions) are evolved from other instances through modification. A class History is used to capture the relevant historical evolutionary information of an instance. This information is very important for a new designer to understand and reuse a design modified by others.
Following are the definitions for the thirteen classes of the cDSP template ontology:
cDSPTemplate -A class that integrates all the template modules and represents the information structure of a design problem. Design -A class which captures the information that a system or artifact to be designed to fulfill some functional requirements. Preference -Captures designers' preferences regarding the satisfaction of the system goals. Response -Captures the result returned from a problem solver (e.g., DSIDES).
Slots of classes
The slots for Frames based ontologies are generally divided into two types -data slots and object slots. Data slots are used to link instances to literals (e.g., link a name with a data type of 'String' to a Variable instance) while object slots are used to link instances to instances (e.g., link a Variable instance to a cDSPTemplate instance). The data slots and the object slots for the cDSPTemplate ontology is illustrated in Table 3 . The general structure of the Frames based cDSP template ontology can be seen in Figure 5 , it presents an insight of how the decision related information is represented. 
Instances and the interaction with problem solver
Template instances can be created according to the design problem at hand. Information involved in the items of each keyword of the cDSP formulation is instantiated as instances of the template module classes. The produced module instances are "plugged" into the object slots of Class cDSPTemplate to instantiate a cDSP instance. The computation result of this cDSP instance is viewed as a design solution alternative. For example, in the pressure vessel design problem given in Section 5, parameters such as yield strength, stress etc. and variables such as length, radius and thickness, are instantiated as instances of class Quantity, and these instances are "plugged" into the object Slots hasParameter and hasVariable respectively, together with other slots to make a pressure vessel cDSP instance, and result generated by this instance is a solution alternative of the pressure vessel design.
It is necessary for the newly created cDSP instances to be analyzed in a problem solver, and to update themselves with the response from the problem solver. The updated cDSP instances will be documented in the knowledge base as design cases for future reuse. In this research, DSIDES is used as the problem solver. The communication between the knowledge base and DSIDES is implemented by the development of a Protégé Plugin. Through the plugin the template instances in from the knowledge base are parsed and converted to DSIDES data files. Since it is not our main focus, detailed information about the parsing and converting is not presented in this paper.
cDSP template model consistency checking
As described in Section 3, much flexibility of modifying the modules (module operations) is allowed in the cDSP templates, while model inconsistency of the modified cDSP templates is a potential risk that cannot be ignored, for it may lead to incorrectness of the final solution. The Webster's dictionary defines inconsistency as "the relation between propositions that cannot be true at the same time, or the lack of harmonious uniformity among parts". In the cDSP template context, model inconsistency is defined as that not all the modules or relation between modules in a template are correct at the same time, due to some modifications. In order to prevent the model inconsistency in the cDSP reuse patterns, we developed a consistency checking mechanism using Rule-Based Reasoning techniques. It is developed and runs in the environment of Jess [30] , which is a rule engine for the Java platform and has been integrated to Protégé-Frame as a plugin [29] . Table 4 presents the 12 rules identified for checking the model consistency of the cDSP templates. Rules 1-4 are for checking whether the actual type of some particular instance agrees with the required one. These rules may be triggered in reuse Patterns 1 and 3.4 where conversions between parameters and variables and between constraints and goals take place. Rules 5-8 are for checking whether the numeric value of some particular instance violates the constraint and they may be triggered in Patterns 2.1 and 2.2 where there exist numeric value changes taking place. Rules 9-12 are for checking whether the relation between some particular instances violates the constraint. They may be triggered in pattern 3.1, 3.2, 3.3 and 3.4 where system constraints and goals are modified. Check if the type of each instance in the slot "hasVariable" is "SystemVariable" Rule 2
Check if the type of each instance in the slot "hasParameter" is "SystemParameter"
Rule 3
Check if the type of each instance in the slot "hasConstraint" is "SystemConstraint"
Rule 4
Check if the type of each instance in the slot "hasGoal" is "SystemGoal"
Rule 5
Check if each instance in the slot "hasVariable" complies to: lowerBound ≤ value ≤ upperBound Rule 6
Check if each instance in the slot "hasParameter" complies to: lowerBound = value = upperBound Rule 7
Check if each instance in the slot "hasPreference" complies to: 0 ≤ weight ≤ 1
Rule 8
Check if each instance with the type of "DeviationVariable" complies to: value ≥ 0 Rule 9
Check if all instances in the slot "hasPreference" comply to: Σwi=1 Rule 10 Check if the two instances with the type of "DeviationVariable" of the same system goal comply to: di -．di + = 0 Rule 11 Check if all the instances of the types "SystemVariable" and "SystemParameter" in the cDSP instance are plugged in the "input" slot of class Analysis Rule 12 Check if all the instances of the type "DeviationVariable" in the cDSP instance are plugged in the "output" slot of class Analysis
The cDSP template modification and model consistency checking process is illustrated in Figure 6 . As shown in the left part of Figure 6 . It is a three-step iterative process:
Step 1. Modify cDSP template instances according to design requirements.
Step 2. Check model consistency -if there exists inconsistency then return to the previous step, otherwise go to the next step.
Step 3. Analyze the modified instances in DSIDES. (see Section 4.2.
3)
The second step is the crucial step in the process and detailed information about it is presented in the right part of Figure 6 . The cDSP instances and the consistency rules are respectively put into the working memory and the rule base, which are the two input interfaces of the Jess rule engine. The pattern matcher in the inference engine applies each instance to the rules one by one, and if any rule is matched, then the action defined in the rule will be put into the agenda and arranged to be executed in the execution engine. For example, when the sum of all the weight of the instances in the Slot hasPreference is not 1.0, then Rule 9 will be matched, and action defined in Rule 9 will be put into the agenda and wait for executing. In this research, actions in the rules are defined as warnings of cDSP model inconsistency information. 
VALIDATION EXAMPLE: ADAPTIVE DESIGN OF PRESSURE VESSEL
A pressure vessel is a closed container designed to hold gases or liquids at a pressure substantially different from the ambient pressure. Since the pressure differential is dangerous, fatal accidents can easily happen. A safe and reliable pressure vessel design is very important. In this section, a cylindrical pressure vessel adaptive design example is presented. The example is about design dimension change, which can be mapped to cDSP reuse pattern 1 described in Section 3.2. The cylindrical pressure vessel adaptive design example is chosen because it is sufficiently complex to demonstrate the effectiveness of ontology-based cDSP template representation and reuse.
cDSP formulation and ontological template instantiation
Following is a set of previous design requirements of a cylindrical pressure vessel: a) gas contained should be under 1,000 psi; b) the vessel material is UNS G10100 HR with a yield strength of 26, 000 psi; c) the maximum values for the length and height of the vessel are fixed at 60 and 24 in. respectively due to space limitations; d) the radius is required to be at least 5 times greater than the thickness of the vessel; e) industry regulations specify that the design has to comply with a minimum safety factor of 2 for the stresses appearing in both the cylindrical and spherical sections of the vessel; f) maximizing storage volume and minimizing the thickness of the vessel are desired.
Based on the requirements, three design variables namely wall thickness, radius and mid-section length were identified, as shown in Figure 7 . And the mathematical cDSP formulation of the problem is presented in Figure 8 . Figure 9 presents the cDSP template ontology instance created in protégé based on the formulation. As can be seen in Figure 9 , panel (1) is the instance browser where all the instances of a specific class are listed (two instances are listed -Design of a Clindrical Pessure Vssel and Design of a Helical Spring), panel (2) is the instance editor where the detailed information of the selected instance in panel (1) are shown and can be edited by users. Detailed information of the nine slots -name, hasParameter, hasVariable, has Analysis, hasResponse, hasConstraint, hasGoal, hasPreference, hasDrive, of the pressure vessel instance is presented in panel. (2) Since most of the slots are object slots except the slot name, specific values of these slots are still instances (template module instances). For example the Instances material yield strength, safety factor, and vessel internal pressure in the Slot hasParameter. Users can further edit these instances, for example edit the Slot value of Instance material yield strength and assign a specific number to this slot. All the template operations listed in Table 1 for adapting instantiated templates to new design requirements will take place in panel (2) . 
Adapt the cDSP template instance to new design requirements
A new design requirement of the cylindrical pressure vessel is assumed as follows: due to the manufacturing limitation (the capability of the factory that produces the spherical shells is limited), designers have no choice but an 8-inch spherical radius at hand. And they are required to redesign the pressure vessel considering this limitation. In this case, the spherical section of the pressure vessel is fixed to constant system parameter because of the aforementioned limitation, and the previous 3-dimension design problem varies to a 2-dimension problem with the Dimension radius removed. In order to redesign the pressure vessel, designers usually need to modify the problem analysis code according to this new requirement, and then check the consistency of the codes after modification. Since interdependency exists among different parts in code files, errors are very likely to occur during this process. In the ontology based cDSP template representation context, we used the process presented in Figure 6 to redesign the pressure vessel. Specific steps are as follows:
Step 1. Changed the type of the previous system variable Instance vessel radius to "SystemParameter" and modified the previous value to "8.0", then moved Instance vessel radius from Slot hasVariable to Slot hasParameter (see Figure 10 .a);
Step 2. Checked consistency. A message from the Jess rule engine came out saying that the values of the lower and upper bound in the parameter "vessel radius" were not equal (see Figure 10 .b). Returned to step 1 and modified the value of both upper bound and lower bound to "8.0". Then checked consistency again, no message came out.
Step 3. Analyzed the modified cDSP template instance in DSIDES and got the result (the value set of all the variables including system variable and deviation variables).
The results for the previous and adaptive pressure vessel designs are shown in Table 5 . The result for adaptive design achieved by modifying DSIDES code files which is the traditional reliable way to obtain cDSP results for adaptive design is used as the datum (row ①), to compare and verify the reliability of the corresponding result achieved through modifying the cDSP template instance (row ②). It can be seen that when the previous design variable "radius" is fixed to 8.0 inches (about 2 inches more than the radius of the previous design) according to the new design requirement, the final solution has a larger value of thickness (a 33% increase) and smaller value of length (a 9% decrease), and a reduced deviation of volume target (a 19% decrease) and increased deviation of thickness target (a 27% increase). Also the adaptive design result achieved by modifying the cDSP template instance maintains the same as that achieved by modifying DSIDES code files.
Qualitative discussion of the result
In the adaptive design example, with one design dimension removed and all other requirements remaining unchanged, the solution need to transfer from balancing among three design variables to balancing between two design variables. The changes in the values of the two variables reflect that transfer. The same result is achieved by modifying DSIDES code files and by modifying the cDSP template instances, suggesting that the ontology-based cDSP template representation method possesses the ability to maintain model consistency when reusing cDSP templates.
In the cDSP template ontology context, the adaptive design of a cylindrical pressure vessel case was implemented only by some simple modifications of the cDSP template slots. No time was spent on understanding the underlying code files that were originally created by others for analysis, and on manually checking whether there exist inconsistencies caused by the modifications in these files. And the final solution can be documented and stored in the knowledge base as an adaptive design case for future reuse. Thus, the primary advantage of the ontology-based cDSP template representation is an efficient (time-saving) and reliable (consistency-ensured) way for design decision related knowledge reuse. The efficiency and reliability improvement brought by this method is particularly beneficial for those Engineer users of the platform PDSIDES who are not domain experts and responsible for adapting existing cDSP templates to new design scenarios. 
CLOSURE
In this paper, in order to apply the modular, executable, decision-centric templates to practical engineering design we firstly identify the reuse patterns in which Engineers can modify and adapt the decision templates to meet the changing design needs. The reuse patterns are identified according to the flexibility that the cDSP mathematical construct possesses to transform based on different requirements. In the reuse patterns, the modifications of the previous design are mapped to the template operations which are very simple for Engineers to handle in adaptive design scenarios. Considering the potential risk of model inconsistency of the decision templates in the reuse patterns where modifications take place, we then develop an ontology-based method in which a rule-based reasoning mechanism is used for consistency checking. Due to cDSP templates' closed-world feature, "Frames" is used as the formalism for developing the ontology. The Jess Rule Engine is used as the reasoning engine for consistency checking. Finally, the effectiveness of the ontology-based cDSP template representation and reuse is tested through a pressure vessel adaptive design example. While the example is simple, the strong handleability and consistency maintainability of the ontology-based executable cDSP templates are demonstrated.
The primary contribution of the approach presented in this paper is an efficient and reliable way to reuse the design decision related knowledge, while the limitation is that it is mainly developed for problems for which single decision making is required and single template is needed. In the future research, we will extend the ontology-based approach to design problems which need multiple decisions and a template network to support the associated process. The research will require: (1) representing the interfaces that connect the templates, (2) maintaining model consistency when topological modifications take place in the networks. The research will be continuously conducted in the context of PDSIDES. We believe that representing design decision templates and the templatebased decision network by ontology will enable designers not only to conveniently reuse the design decision related knowledge, but also to ensure consistency when reusing the knowledge.
