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Why collection-level metadata is important
Collections are designed to support research and scholarship.
Toward this end collection-level metadata indicates: 
– purpose
– subject 
– method of selection
– spatial/temporal coverage
– completeness
– representativeness
– summary statistical features
…etc.
….enabling collections to function as more than simply aggregates of items
– as intended by their creators and curators
– as required by their users
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Unfortunately…. 
Collection-level metadata is poorly understood and accommodated
For instance:
Most retrieval systems flatten the world, ignoring collection context
Retrieval systems that do use metadata use only item-level metadata
Even simple discovery is impeded:
If the owner of a collection is indicated only at the collection-level, 
then retrieval accessing only item-level metadata… 
— cannot usefully process queries constrained by owner
— cannot display the owner of an item retrieved
And the problems and limitations go beyond retrieval
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CIMR Origins
A finding from the first IMLS DCC Project (2001-2007)
Users need collection-level information, for discovery and understanding
(Palmer & Knutson, 2004; Foulonneau et al. 2005; Palmer, et al. 2006)
A deliverable for the second IMLS DCC Project (2007-2010)
“(C) Analyze relationships between collection-level metadata and item-level 
metadata … to better preserve context and enhance the functionality…”. 
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CIMR agenda, motivation
Agenda
General: Improve understanding of the semantics of collection and item metadata.
Specifically:
• Provide a framework of rule categories and subcategories for reasoning about 
collection-level and item-level descriptions.
• Test the framework against available descriptions.
• Suggest applications for searching, browsing, validation
Motivation
• Improve search and browse functions and interfaces to systems that incorporate 
descriptions of items and collections.
• Support metadata validation, improving information quality.
• Support automation of description by suggesting values for items based on already 
available collection descriptions (and vice versa).
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The CIMR Group
Current leads:
Allen H. Renear (Co-PI)
Richard Urban (RA), Karen Wickett (RA)
Active participants in 2009-2010:
Larry Jackson, Jacob Jett, Katrina Fenlon, Amit Kumar, Wu Zheng
Other past or irregular participants 2007-2010: 
Tim Cole, Thomas Dousa, Dave Dubin, Myung-Ja Han, Mark Newton, 
Carole L. Palmer, Sara Shreeves,  Michael Twidale, Oksana Zavalina
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CIMR Publications
The Return of the Trivial: Problems Formalizing Collection/Item Metadata Relationships. 
JCDL08 (Poster Abstract). Renear, Allen H., Karen Wickett, Richard J. Urban, Dave Dubin. 
(2008)
Sustaining Collection Value: Managing Collection/Item Metadata Relationships. 
DH08. Renear, Allen H., Carole L. Palmer, David Dubin, Richard J. Urban. (2008) 
Collection/Item Metadata Relationships. 
DCMI08. Renear, Allen H., Richard J. Urban, Karen M. Wickett, David Dubin, Sarah 
Shreeves. (2008) 
Logical Expressiveness of Semantic Web Languages for Bibliographic Information 
Modeling. 
iConference 2009. (Poster Abstract) K. M. Wickett. (2009)
A Testbed Approach for Metadata Inference Rule Development 
JCDL09, Second Generation Digital Libraries Workshop. 
Karen Wickett, Richard J. Urban, Wu Zheng, Allen H. Renear (2009).
A Testbed for Collection/Item Metadata Relationships.
Submitted to DCMI10. Urban, Richard J., Renear, Allen H., Karen M. Wickett, David Dubin.
A New Framework for Collection/Item Metadata Relationships: Lessons from Data.
To be submitted to ASIS&T10. Wickett, Karen M., Renear, Allen H., Richard J. Urban.
The 1:1 Principle.
To be submitted to ASIS&T10. Richard J. Urban.
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Analyzing relationships
The first phase of the project focused on conceptual analysis of potential 
relationships.
Analysis was based on: 
– standards
– experience
– reflection
Resulted in a framework of three rule categories…
Presented in CIMR’s DCMI08 paper.
Collection/Item Metadata Relationships. A. H. Renear, K. M. 
Wickett, R. J. Urban, D. Dubin, S. Shreeves. DCMI 2008.
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Original CIMR rule categories
Attribute/value propagation: 
– an attribute A a/v-propagates =df if a collection has the value z for A, then 
every item in the collection has the value z for A.
• e.g. marcrel:Own
Value propagation:
– an attribute A v-propagates to an attribute B =df if a collection has the value z
for A, then every item in the collection has the value z for B.
• e.g. cld:ItemType* and dc:type
Value constraint:
– an attribute A v-constrains an attribute B with respect to a constraint C =df if a 
collection has the value z for A and an item within that collection has the value 
w for B, then w is related to z by C.
• e.g. cld:DateItemsCreated, dcterms:created, and temporal containment
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Original categories in FOL
An attribute A a/v-propagates =df
∀x∀y∀z [(IsGatheredInto(x,y) & A(y,z)) ⊃A(x,z) ]
An attribute A v-propagates to an attribute B =df
∀x∀y∀z [(IsGatheredInto(x,y) & A(y,z)) ⊃ B(x,z) ]
An attribute A v-constrains an attribute B with respect to a constraint C =df
∀x∀y∀z∀w [(IsGatheredInto(x,y) & A(y,z) & B(x,w)) ⊃ C(w,z)]
10
Two observations
1) Modal restrictions are required to avoid erroneous results in special cases.
An example of a modally restricted category definition:
D3: An attribute A a/v-propagates =df
I.   a) ◇ ∃y∃z [Collection(y) & A(y,z)] &
b) ◇ ∃x∃z [Member(x) & ~A(x,z)] &
c) ◇ ∃x∃y∃z [A(x,z) & ~A(y,z)] &
II.   ☐ ∀x∀y∀z [(IsGatheredInto(x,y) & A(y,z) ) ⊃A(x,z) ]
The Return of the Trivial: Formalizing collection/item metadata relationships. 
A. H. Renear, K. M. Wickett, R. J. Urban, D. Dubin, S. Shreeves.  JCDL 2008.
2) The conditional clause is a case of transitive propagation, and cannot be formalized 
within OWL Semantic Web Language;  SWRL rules are required.
Logical Expressiveness of Semantic Web Languages for Bibliographic Information 
Modeling, K. M. Wickett. iConference 2009.
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Revising the framework
The framework has been refined and expanded to account for the range of 
metadata relationships found in the data. 
Looking at the data has demonstrated a need to:
– allow for existential or universal quantification at the item-level
– support a range of relationships between values.
The revised framework is a hierarchy of 18 categories, with three levels of 
specificity.
– top level divides between kinds of item-level quantification
– lower levels consider features of the involved attributes and constraints.
The three categories from the original framework still appear, with the relations 
between them clarified.
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Testing Relationships
The inference rules should match the patterns found in descriptions of items and 
collections.
Rules are tested against RDF descriptions derived from Dublin Core XML 
retrieved from the IMLS DCC OAI providers.
A semantic web architecture was chosen to:
– match initial analysis
– coordinate with development of general framework
– allow future integration of further constraints or contextual information.
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Building the testbed
Adapted available tools
– Sesame repository architecture
– SIMILE OAI2RDF transformation scripts
Collections selected based on
– availability of item description
– prevalence of potentially interesting attributes
• coverage – temporal and spatial
• type
• language
The result was a “complete collection graph” that is, 
a single knowledge base with
• collection description 
• item description and 
• collection membership.
34 collections and around 60,000 items described
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Basic Testbed Workflow
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Testbed Strategy
We use a testbed to confirm 
candidate rules.
Broad applications for digital 
library development.
Rules and a testing environment 
could be useful for: 
metadata validation
harvesting or dissemination
enhancing descriptions
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From OAI-PMH XML to RDF: Some Problems
Identifying the Described Resource
There is no resource identifier in OAI-PMH XML. 
The default SIMILE OAI2RDF stylesheet uses the OAI Identifier as the 
subject URI for DCAM descriptions — but that identifies the OAI Item.
Connecting Collections with their Items
There is no collection identifier in OAI-PMH item records.
There is no clear choice of a DCMI attribute for relating collection and 
items. We use cimr:isGatheredInto (as a sub-property of dcterms:relation).
Dealing with Dates
Dates are a well-known problem for large-scale metadata aggregations. 
Date ranges are particularly problematic for modeling in RDF.
These problems and our solutions are discussed in detail in Urban et al. 
(submitted to ASIST 2010)
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Confirmation and refutation issues
We hoped to confirm or refute the conditional rules by searching the testbed for 
counterexamples. 
However this is not as simple as it sounds, for several reasons.
One important difficulty:
• A counterexample to a conditional is a case where the antecedent is true and the 
consequent is false.
• What would this look like in an RDF repository?
• lack of negation in RDF
• open world assumption for semantic web
• Refutation therefore is only possible after adding additional constraints, drawn 
from an analysis of metadata schemas or commonsense knowledge.
[e.g., rules implying nothing can have both TIFF and JPG as a value for dc:type]
• This is a task beyond current DCC resources. 18
Exploring Metadata Patterns
We’ve deferred further inferencing-based research and turned to using the 
testbed to explore patterns in the data.
• The focus is on systematic consideration of how relationships between 
values and quantification shape rules.
• Variations on the original formulas act as candidate rules.
• The goal is to locate rules that are the best match to patterns of values and 
attributes between descriptions.
• Varations are generated for pairs of attributes
– all consider possibilities based on kinds of quantification at the 
collection and item levels
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Preliminary results
The first round of rule testing touched on each of the three main categories 
from the original CIMR framework: 
– date attributes for value constraint rules; 
– type and format attributes (e.g. cld:itemType and dc:type) for value 
propagation rules; 
– language, which appears as the same attribute at both the collection and 
item levels, for attribute/value-propagation.  
Some general findings
• The most accurate rules with respect to the metadata may have a different 
logical structure than initially conjectured. 
• Generalization and specialization relationships between values seem to play 
an important role in how relationships obtain across descriptions. 
• Controlled vocabularies and the mapping of metadata into OAI-PMH may 
have an influence on the appearance of metadata relationships.
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Generating candidate rules
Language rules -- dc:language and dc:language
– universal or existential quantification at two levels
– 4 candidate rules
Type rules -- cld:itemType and dc:type
– universal or existential quantification at two levels
– generalization, specialization, or equality between values
– combinations of value relationships
– 28 rules
Date rules – dcterms:temporal and dc:date
– universal or existential quantification at two levels
– temporal containment, comprehension, overlap, or equality between values
– combinations of value relationships
– 60 rules
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Language rules and results
• Only 16 collections have sufficient information recorded to make a call.
– 8 fit a universal/universal rule, and 8 fit a universal/existential rule
The pattern of the collection-level value dominating the item-level values is 
hard to capture in FOL.
code FOL natural lang
collection 
count
u/u/i (x)(z)((dc:language(z,x) & dc:type(z,Collection)) -> (w)(isGatheredInto(w,z) -> dc:language(w,x)) )
for every collection-level value for dc:language, 
every item in the collection has the same value 
for dc:language 8
u/e/i (x)(z)((dc:language(z,x) & dc:type(z,Collection) ) -> (Ew)(isGatheredInto(w,z) & dc:language(w,x)) )
for every collection-level value for dc:language, 
there is some item the collection with the same 
value for dc:language. 8
e/u/i Ex(z)((dc:language(z,x) & dc:type(z,Collection)) -> (w)(isGatheredInto(w,z) -> dc:language(w,x)) )
for some collection-level value for dc:language, 
every item in the collection has that value for 
dc:language.
e/e/i (Ex)(z)((dc:language(z,x) & dc:type(z,Collection)) -> (Ew)(isGatheredInto(w,z) & dc:language(w,x)) )
for some collection-level value for dc:language, 
there is some item in the collection with the 
same valu for dc:language.
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Type rules (half of candidate rules shown)
code FOL natural lang count
u/u/i (x)(z)( cld:itemType(z,x) -> (w)(isGatheredInto(w,z) -> dc:type(w,x)) ) for every value x of cld:itemType, every item in the collection has x for dc:type 2
u/u/g (x)(z)( cld:itemType(z,x) -> (w)(isGatheredInto(w,z) -> Ey( dc:type(w,y) & (v)( dc:type(v,x) -> dc:type(v,y) ) )) )
for every value x of cld:itemType, every item in the collection has a 
value y for dc:type such that y generalizes x. 12
u/u/s (x)(z)( cld:itemType(z,x) -> (w)(isGatheredInto(w,z) -> Ey( dc:type(w,y) & (v)( dc:type(v,y) -> dc:type(v,x) ) )) )
for every value x of cld:itemType, every item in the collection has a 
value y for dc:type such that y specializes x.
u/u/iVg (x)(z)( cld:itemType(z,x) -> (w)(isGatheredInto(w,z) -> (dc:type(w,x) V Ey( dc:type(w,y) & (v)( dc:type(v,x) -> dc:type(v,y)) ) )) )
for every value x of cld:itemType, every item in the collection has a 
value y for dc:type such that y=x or y generalizes x.
u/u/IVs (x)(z)( cld:itemType(z,x) -> (w)(isGatheredInto(w,z) -> (dc:type(w,x) V Ey( dc:type(w,y) & (v)( dc:type(v,y) -> dc:type(v,x)) ) )) )
for every value x of cld:itemType, every item in the collection has a 
value y for dc:type such that y=x or y specializes x.
u/u/gVs
(x)(z)( cld:itemType(z,x) -> (w)(isGatheredInto(w,z) -> Ey( dc:type(w,y) 
& ((v)( dc:type(v,y) -> dc:type(v,x)) V (u)(dc:type(u,x) -> dc:type(u,y)) ) 
)) )
for every value x of cld:itemType, every item in the collection has a 
value y for dc:type such that y generalizes x or y specializes x. 2
u/u/iVgVs
(x)(z)( cld:itemType(z,x) -> (w)(isGatheredInto(w,z) -> (dc:type(w,x) V 
Ey( dc:type(w,y) & ((v)( dc:type(v,y) -> dc:type(v,x)) V (u)(dc:type(u,x) -
> dc:type(u,y)) ) ))) )
for every value x of cld:itemType, every item in the collection has a 
value y for dc:type such that y=x, y generalizes x or y specializes x.
u/e/i (x)(z)( cld:itemType(z,x) -> (Ew)(isGatheredInto(w,z) & dc:type(w,x)) ) for every value of cld:itemType, there is some item in the collection with the same value for dc:type 1
u/e/g (x)(z)( cld:itemType(z,x) -> (Ew)(isGatheredInto(w,z) & dc:type(w,x)) ) for every value of cld:itemType, there is some item in the collection with a value for dc:type that generalizes the value for cld:itemType. 5
u/e/s (x)(z)( cld:itemType(z,x) -> (Ew)(isGatheredInto(w,z) & Ey(dc:type(w,y) & (v)( dc:type(v,x) -> dc:type(v,y) )) ) )
for every value of cld:itemType, there is some item in the collection 
with a value for dc:type that specializes the value for cld:itemType. 2
u/e/iVg (x)(z)( cld:itemType(z,x) -> (Ew)(isGatheredInto(w,z) & Ey(dc:type(w,y) & (v)( dc:type(v,y) -> dc:type(v,x) ) ) ) )
for every value x of cld:itemType, there is some item in the 
collection that has a value y for dc:type such that y=x or y 
generalizes x.
1
u/e/Ivs (x)(z)( cld:itemType(z,x) -> (Ew)(isGatheredInto(w,z) & (dc:type(w,x) V Ey(dc:type(w,y) & (v)( dc:type(v,x) -> dc:type(v,y)) )) ) )
for every value x of cld:itemType, there is some item in the 
collection that has a value y for dc:type such that y=x or y specializes 
x.
u/e/gVs (x)(z)( cld:itemType(z,x) -> (Ew)(isGatheredInto(w,z) & (dc:type(w,x) V Ey(dc:type(w,y) & (v)( dc:type(v,y) -> dc:type(v,x)) )) ) )
for every value x of cld:itemType, there is some item in the 
collection that has a value y for dc:type such that y generalizes x or y 
specializes x.
u/e/iVgVs
(x)(z)( cld:itemType(z,x) -> (Ew)(isGatheredInto(w,z) & (dc:type(w,x) V 
Ey( dc:type(w,y) & ((v)( dc:type(v,y) -> dc:type(v,x)) V (u)(dc:type(u,x) -
> dc:type(u,y)) ) ) ) )
for every value of x of cld:itemType, there is some item in the 
collection that has a value y for dc:type such that y=x, y generalizes x 
or y specializes x.
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cld:itemType and dc:type results
34 collections: 
12 fit universal/universal/generalization
5 fit universal/existential/generalization
(all other categories were 0,1, or 2)
Generalization from the collection-level value to the item-level value clearly plays a 
part here.
So is this value propagation or value constraint?
• However, generalization is an unexpected “direction” for the operation of 
constraints.
We expected item-level values to be more specific than collection-level values.
In the revised framework, this is attribute differentiation – value constraint.
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Conclusion
We’ve learned a lot about collection/item metadata relationships.
But there is clearly much more work to do.
Thank you!
Questions?
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The revised framework
Quantification Categories:
Attributes A, B propagate universally =df
∀y∀z [A(y,z) ⊃ [∀x(IsGatheredInto(x,y) ⊃ ∃w(B(x,w) & C(w,z))]
Attributes A, B propagate existentially =df
∀y∀z [A(y,z) ⊃ [∃x(IsGatheredInto(x,y) & ∃w(B(x,w) & C(w,z))]
Specialization Conditions
A=B: attribute propagation [AP]
~(A=B): attribute differentiation [AD]
C(x,y) ≡ x=y: value propagation [VP]
~[C(x,y) ≡ x=y]: (proper) value constraint [VC]
Combinations of Specialization Conditions:
A=B and C(x,y) ≡ x=y attribute/value propagation
A=B and ~[C(x,y) ≡ x=y] attribute/value constraint
~(A=B) and C(x,y) ≡ x=y attribute differentiation -- value propagation
~(A=B) and  ~[C(x,y) ≡ x=y] attribute differentiation -- value constraint
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Discussion
• We are only looking at inferences from collections to items, and not in the other 
direction.
• The testbed is a small set with a limited number of attributes to examine.
• The impact of processing on the patterns in metadata is still not clear.
• The collection descriptions in the testbed all use a small controlled vocabulary, 
which has an effect on the patterns we see.
• Dublin Core metadata (including oai_dc) represent values as strings, but our 
FOL rules assume reference (via variables) to entities.
• The triples in our repository currently represent values as literals, so fully 
automated reasoning would require more processing. 
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