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Ra´d by som na tomto mieste pod’akoval vedu´cemu mojej pra´ce Ing. Milanovi Poha-
ncˇenı´kovi za cenne´ odborne´ rady, cˇas stra´veny´ pri konzulta´cia´ch a poskytnute´ sˇtudijne´
materia´ly. Taktiezˇ sa chcem pod’akovat’svojej priatel’ke a mojej rodine za podporu pocˇas
tvorby tejto pra´ce.
Abstrakt
Pra´ca sa zaobera´ vy´vojom demonsˇtracˇne´ho informacˇne´ho syste´mu v programovacom
jazyku Java EE. IS je urcˇeny´ na podporu ITIL procesov. Obsahuje spra´vu pouzˇı´vatel’ov,
skupı´n, rolı´ a pra´v spolu s incident management a problem management modulom.
Hlavnou na´plnˇou vy´voja bolo vyuzˇitie roˆznych komponentov zalozˇeny´ch na technolo´gii
JSF 2.0 a demonsˇtra´cia ich rea´lneho nasadenia. Doˆraz bol kladeny´ aj na doˆlezˇite´ aspekty IS,
ako naprı´klad bezpecˇnost’, pouzˇitel’nost’akejkol’vek databa´zovej vrstvy, viac uzˇı´vatel’sky´
prı´stup a celkovu´ funkcˇnost’. Pra´ca obsahuje popis jednotlivy´ch vrstiev IS, ich prepojenie
a implementa´ciu, spolu s popisom pouzˇity´ch komponentov a roˆznych proble´mov.
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Abstract
The aim of this thesis is a develompment of information system under the Java EE pro-
gramming language. The main role of the developed system is to support ITIL processes.
IS manages user, group, role and permission administration and contains incident man-
agement and problem management module. The main intent during the develompment
of this IS was to use different components developed under the JSF 2.0 technology and
to demonstrate their usage. Development was focused on important parts of an IS like
security, ability to use any database layer, multi-user accessibility and overall functional-
ity. Thesis contains description of IS layers, their logical connection and implementation
along with description of used components and different problems.
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Zoznam pouzˇity´ch skratiek a symbolov
AJAX – Asynchronous JavaScript and XML
API – Application Programming Interface
AS – Aplikacˇny´ Server
CSS – Cascading Style Sheets
DAO – Data Access Object
DB – Database
DTO – Data Transfer Object
EIS – Executive Information System
EJB – Enterprise JavaBeans
EL – Expression Language
ER – Entity-Relationship
GUI – Graphical User Interface
HTTP – Hypertext Transfer Protocol
HTTPS – Hypertext Transfer Protocol Secure
IDE – Integrated Development Environment
IM – Incident Management
IS – Information System
IT – Information Technology
ITIL – Information Technology Infrastructure Library
ITSM – IT Service Management
EE – Enterprise Edition
SE – Standard Edition
JDBC – Java Database Connectivity
JPA – Java Persistence API
JSF – Java ServerFaces
JSP – Java ServerPages
MD5 – Message-Digest Algorithm
MVC – Model–View–Controller
OODBMS – Object-Oriented Database Management System
ORM – Object-Relational Mapping
PM – Problem Management
POJO – Plain Old Java Object
RDBMS – Relational Database Management System
SD – Service Desk
SQL – Structured Query Language
UI – User Interface
URL – Uniform Resource Locator
XHTML – Extensible Hypertext Markup Language
XML – Extensible Markup Language
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11 U´vod
V dnesˇnej dobe sa vo firma´ch a podnikoch na kazˇdom kroku streta´vame s IT sluzˇbami,
ktore´ podporuju´ alebo priamo umozˇnˇuju´ fungovanie niektore´ho biznis procesu, resp.
biznis cˇinnosti. Pod pojmom biznis proces rozumieme hlavne´, napr. obchodne´ procesy,
ktore´ priamo ovplyvnˇuju´ ziskovost’ a fungovanie organiza´cie.[22] Riadenı´m sluzˇieb in-
formacˇny´ch technolo´giı´ sa zaobera´ ITSM.[21] Popis najlepsˇı´ch sku´senostı´ z praxe, ako
dosiahnut’ efektı´vne riadenie sluzˇieb IT, je popı´sany´ v rade knizˇny´ch publika´ciı´, ktore´
nesu´ spolocˇny´ na´zov ITIL.[23] Podrobnejsˇie k ITSM a ITIL v sekcii 3.1. Na podporu
procesov popı´sany´ch v ITIL, ako napr. incident management a problem management
sa v su´cˇasnosti vyvı´jaju´ roˆzne softwarove´ riesˇenia. Take´to softwarove´ produkty su´ dnes
neodmyslitel’nou su´cˇast’ou kazˇdej va¨cˇsˇej firmy.
Poˆvodne bolo za´merom tejto pra´ce vyvinu´t’ opa¨tovne pouzˇitel’ne´ komponenty na
technolo´gii JSF 2.0 pre prezentacˇnu´ vrstvu take´hoto syste´mu. Teda naprı´klad tabul’ku
ktora´ by umozˇnˇovala filtrovanie da´t, ich zorad’ovanie, stra´nkovanie a pod. V priebehu
cˇasu 1 sa ale zistilo, zˇe by bolo vy´hodnejsˇie su´stredit’ sa na samotny´ vy´voj take´hoto
syste´mu a radsˇej vyuzˇit’existuju´ce komponenty z niektory´ch Open Source projektov.
Ciel’om tejto pra´ce je teda na´jst’alebo vytvorit’cˇo najvhodnejsˇie komponenty na tech-
nolo´gii JSF 2.0 a tie na´sledne zakomponovat’do zjednodusˇenej, avsˇak funkcˇnej formy
SD s mozˇnost’ou spra´vy pouzˇı´vatel’ov, skupı´n, rolı´ a pra´v, spolu s implementovany´m in-
cident a problem management modulom podl’a ITIL. IS je vytvoreny´ na programovacom
jazyku Java EE 6, vid’. sekcia 2.1.
V jednotlivy´ch kapitola´ch popisujem postup implementa´cie a na´vrhu doˆlezˇity´ch cˇastı´
IS, ako naprı´klad bezpecˇnost’, pouzˇitel’nost’akejkol’vek databa´zovej vrstvy a celkovu´ fun-
kcˇnost’. Pra´ca obsahuje tiezˇ popis jednotlivy´ch vrstiev IS, ich prepojenie a implementa´ciu,
spolu s popisom pouzˇity´ch JSF 2.0 komponentov a roˆznych proble´mov.
1Pred rokom bola pra´ca urcˇena´ pre firmu ale sˇtudent ju nedokoncˇil
22 Pouzˇite´ technolo´gie
V tejto kapitole opı´sˇem technolo´gie pouzˇı´vane´ v mojej pra´ci. Ta´to kapitola predpoklada´
za´kladne´ znalosti programovacieho jazyka Java a HTTP komunika´cie.
2.1 Java EE 6
Java EE (kedysi oznacˇovana´ ako Java 2 Enterprise Edition alebo J2EE) je su´cˇast’ou plat-
formy Java urcˇena´ pre vy´voj a chod podnikovy´ch aplika´ciı´ a informacˇny´ch syste´mov. Java
EE nadva¨zuje na Javu SE.
Java EE poskytuje bohate´ API pre vy´voj webovy´ch aplika´ciı´. Tieto aplika´cie potom
funguju´ na aplikacˇny´ch serveroch. Tie su´ doda´vane´ roˆznymi doda´vatel’mi. Aplika´cia
by mala byt’ teoreticky pra´ce schopna´ na ktoromkol’vek AS ktore´hokol’vek doda´vatel’a
implementuju´ceho prı´slusˇnu´ verziu sˇpecifika´cie - koncept prenositel’nosti. Va¨cˇsˇina AS
vsˇak dopl´nˇa niektore´ vlastnosti nad ra´mec sˇpecifika´cie a aplika´cia vyuzˇı´vaju´ca ty´chto
vlastnostı´ potom nie je prenositel’na´. Zoznam niektory´ch aplikacˇny´ch serverov :
• Open Source :
– GlassFish
– JBoss
– Apache Tomcat (cˇiastocˇna´ implementa´cia)
• Komercˇne´ :
– IBM WebSphere
– BEA WebLogic
Platforma Java EE 6 podobne, ako jej predchodca ver. 5 vyuzˇı´va anota´cie zavedene´
v Jave SE, ktore´ poskytuju´ zjednodusˇeny´ model programovania. Vyuzˇı´vanie anota´ciı´ eli-
minuje potrebu pouzˇı´vania deployment descriptorov, hoci ich pouzˇitie nevylucˇuje,
ty´m zˇe dovolı´ programa´torovi umiestnit’konfiguracˇne´ da´ta priamo do cˇasti zdrojove´ho
ko´du. Ty´mto spoˆsobom sa vsˇetky informa´cie, ktore´ su´ vyzˇadovane´ Java EE serverom
k u´spesˇne´mu nacˇı´taniu a konfigura´cii komponentu nacha´dzaju´ na jednom mieste, cˇo
vel’mi ul’ahcˇuje ich spravovanie. Java EE 6 taktiezˇ podporuje Dependency Injection
(inversion of control), tzn., zˇe Java EE komponenty moˆzˇu pouzˇı´vat’ anota´cie na
zı´skanie zdrojov, ako naprı´klad pripojenie k DB, ktore´ su´ automaticky injektovane´ Java
EE kontajnerom pri deploy alebo spustenı´ aplika´cie. Ty´mto spoˆsobom ukryjeme lookup
a vytvorenie pozˇadovany´ch zdrojov pred developerom a zredukujeme mnozˇstvo ko´du.
Tento postup moˆzˇe byt’ pouzˇity´ v EJB kontajneroch, web kontajneroch a v klientoch
aplika´cie. Viac k architektu´re Java EE 6 aplika´cie v nasleduju´cej cˇasti.[14]
32.1.1 Architektu´ra Java EE aplika´cie
Platforma Java EE pouzˇı´va distribuovany´ viacu´rovnˇovy´ aplikacˇny´ model pre enterprise
aplika´cie. Aplikacˇna´ logika je rozdelena´ do komponentov podl’a svojej funkcie. Tieto
komponenty su´ d’alej zaradene´ do jednotlivy´ch vrstiev Java EE aplika´cie.
Obr.1 ukazuje dve viacvrstvove´ Java EE aplika´cie rozdelene´ do nasleduju´cich vrstiev :
• Komponenty klientskej vrstvy bezˇia na stroji klienta resp. pouzˇı´vatel’a.
• Komponenty webovej vrstvy bezˇia na Java EE serveri.
• Komponenty biznis vrstvy bezˇia na Java EE serveri.
• Software EIS vrstvy bezˇı´ na EIS serveri.
Obr. 1: Viacvrstvove´ aplika´cie
Java EE aplika´cie su´ vo vsˇeobecnosti povazˇovane´ za trojvrstvove´, pretozˇe su´ distribu-
ovane´ cez 3 polohy: stroj klienta, stroj na ktorom bezˇı´ Java EE server a stroje na ktory´ch je
umiestnena´ databa´za.[5]
JavaBeans
Vrstva klienta a serveru moˆzˇe tiezˇ obsahovat’komponenty zalozˇene´ na JavaBean archi-
tektu´re (JavaBean komponenty) na spravovanie da´tove´ho toku medzi nasleduju´cimi:
• Aplikacˇny´m klientom alebo appletom a komponentmi bezˇiacimi na Java EE serveri
• Komponentmi aplikacˇne´ho serveru a databa´zou
K jednotlivy´m atribu´tom (properties) JavaBeany pristupujeme pomocou definovany´ch
get a set meto´d.[5]
4Web Components
Java EE web komponenty su´ bud’ Servlety alebo webove´ stra´nky vytvorene´ pouzˇitı´m
technolo´gieJavaServer Faces a/aleboJavaServerPages technolo´gie (JSP stra´nky).
Servlety su´ triedy programovacieho jazyka Java, ktore´ dynamicky spracu´vaju´ pozˇiadavky
a vytva´raju´ odpovede, blizˇsˇie vid’. 2.1.3. JSP stra´nky su´ textovo zalozˇene´ dokumenty,
ktore´ pracuju´ ako Servlet ale umozˇnˇuju´ prirodzenejsˇı´ postup vytva´rania staticke´ho ob-
sahu. Technolo´gia JavaServer Faces je postavena´ na technolo´gii Servletov a JSP 2
a poskytuje framework pre tvorbu komponentov pouzˇı´vatel’ske´ho rozhrania pre webove´
aplika´cie. Viac o JSF v sekcii 2.2.[5]
Obr. 2: Webova´ vrstva a Java EE aplika´cie
Business Components
Biznis logika je spravovana´ Enterprise JavaBeanami (EJB), ktore´ bezˇia bud’na biznis
vrstve alebo webovej vrstve. Obr. 3 ukazuje akoEnterprise Beanprı´ma da´ta od klienta,
spracuje ich, a posiela ich EIS vrstve naprı´klad na ulozˇenie. Enterprise Bean taktiezˇ
zı´skava da´ta z da´tove´ho zdroja, napr. aj prostrednı´ctvom DAO tried, ak je to potrebne´ tak
ich spracuje a posˇle ich spa¨t’klientovi. Blizˇsˇie su´ EJB popı´sane´ v sekcii 2.1.2[5]
Java Database Connectivity API
Java Database Connectivity (JDBC) API na´m dovol’uje volat’SQL prı´kazy z meto´d
naprogramovany´ch v jazyku Java. JDBC API pouzˇı´vame na prı´stup do do databa´ze
najcˇastejsˇie z EJB alebo DAO triedy - mozˇne´, no nie prı´lisˇ vhodne´ je tiezˇ pristupovat’do
DB priamo z JSP stra´nky alebo Servletu. JDBC API ma´ 2 cˇasti:
• Rozhranie na u´rovni aplika´cie pouzˇı´vane´ aplikacˇny´mi komponentmi na prı´stup do
DB
• Rozhranie na poskytovanie sluzˇby na pripojenie JDBC driveru k Java EE platforme
2
JSP stra´nky su´ od verzie JSF 2.0 nahradene´ Faceletami
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JDBC tvorı´ najnizˇsˇiu u´rovenˇ prı´stupu k DB v Jave. V su´cˇasnej dobe su´ tiezˇ dostupne´
roˆzne persistence frameworky, ako Hibernate, JPA, cˇi iBATIS, ktore´ vyuzˇı´vaju´ JDBC.[13]
2.1.2 Enterprise JavaBean technolo´gia
EJB moˆzˇeme povazˇovat’ za stavebny´ blok, ktory´ moˆzˇe byt’ pouzˇity´ samostatne, alebo
spolu s iny´mi EJB na vykona´vanie biznis logiky na Java EE serveri, ako som uzˇ spomenul.
EJB su´ bud’ Session Beany alebo Message-driven Beany.[10]
Session Beany
Session Bean je opa¨tovne pouzˇitel’ny´ komponent, ktory´ zapuzdruje biznis logiku enter-
prise aplika´cie. Klient pristupuje k Session Beanam, ktore´ sa nacha´dzaju´ na aplikacˇnom
serveri a vola´ meto´dy, ktore´ uskutocˇnˇuju´ urcˇite´ akcie v AS.
Existuju´ dva typy Session Bean:
• stateful
• stateless
Stateful Session Beany sa pouzˇı´vaju´ na reprezenta´ciu stavu session klienta. Tento
typ Bean je vhodny´ ak stav reprezentuje interakciu medzi klientom a danou Session
Bean. Stateful Session Bean moˆzˇe tiezˇ uchova´vat’ informa´cie o klientovi medzi
jednotlivy´mi volaniami meto´d. Ak klient prestane pouzˇı´vat’ tu´to Bean tak je zrusˇena´ a
informa´cie o stave sa stratia.
Stateless Session Bean sa naopak voˆbec nestara´ o stav klienta. Ty´m pa´dom doka´zˇe
ta´to Bean obsluhovat’ viacery´ch klientov, nie su´ potrebne´ zˇiadne da´ta o klientovi. Stav
Stateless Session Bean je zdiel’any´ medzi vsˇetky´mi klientmi, ktorı´ ju pouzˇı´vaju´.
Jedine tento typ EJB doka´zˇe implementovat’webove´ sluzˇby (web services).[11]
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Ta´to Bean asynchro´nne prijı´ma a spracu´va spra´vy zasielane´ Java EE komponentmi alebo
iny´mi aplika´ciami pomocou Java Message Service. Message-driven Beany su´
podobne´ Stateless Session Beanam, pretozˇe nepracuju´ s da´tami sˇpecificky´mi pre
klienta. Ty´m pa´dom si viacere´ ekvivalentne´ Message-driven Beany moˆzˇu konkuro-
vat’pri spracovanı´ pricha´dzaju´cich spra´v. Klient Message-driven Beany s nˇou neko-
munikuje priamo ty´m, zˇe vola´ jej meto´dy. Namiesto toho klient zasˇle spra´vu do ciel’a,
ktory´ je spracova´vany´ touto Beanou. Spra´va sa vybavı´ okamzˇite po prı´chode s pomocou
onMessage meto´dy Beany.[12]
2.1.3 Java Servlet technolo´gia
Java Servlet technolo´gia umozˇnˇuje definovat’ Servlet triedy spracuju´ce HTTP pozˇia-
davky (d’alej request). Hoci Servlety moˆzˇu odpovedat’ na aky´kol’vek typ requestu,
bezˇne sa pouzˇı´vaju´ na rozsˇı´renie mozˇnostı´ aplika´cie hostovanej na web serveru.
V cˇase deploy aplika´cie, je kazˇdy´ Servlet namapovany´ na urcˇitu´ URL adresu, alebo
vzor URL adries sˇpecifikovany´ v deployment descriptore aplika´cie, web.xml (moˆ-
zˇeme samozrejme pouzˇit’aj anota´cie). Ak sa pricha´dzaju´ci request zhoduje s niektory´m
vzorom, tak prislu´chaju´ci Servlet spracuje tu´to pozˇiadavku. Ak zatial’ neexistuje zˇiadna
insˇtancia Servletu vo web kontajneri, tak sa vytvorı´ a inicializuje pred spracovanı´m po-
zˇiadavky. [8]
Filter
Filter je trieda, ktora´ doka´zˇe presku´mat’ a modifikovat’ request predty´m nezˇ je spra-
covany´ web komponentom. Potom, cˇo komponent vygeneruje response, moˆzˇe Filter
presku´mat’ a modifikovat’ aj tu´to response. Filtre moˆzˇu ovplyvnit’ spoˆsob aky´m je
request spracovany´. URL, resp. request moˆzˇe byt’ filtrovany´ viacery´mi Filtrami , tzv.
filter chain. Mimo to moˆzˇe byt’ Filter namapovany´ na viacere´ URL vzory adries. Pred
ty´m, nezˇ komponent spracuje request sa vykonaju´ vsˇetky priradene´ Filtre v takom
poradı´ v akom boli sˇpecifikovane´. To iste´ v opacˇnom poradı´ sa deje aj pre response.
Najdoˆlezˇitejsˇia meto´da Filtra je doFilter . V nej spracu´vame request/response.
Filtre sa va¨cˇsˇinou pouzˇı´vaju´ na autentiza´ciu, sˇifrovanie, prevod XML a roˆzne ine´
proble´my. Umozˇnˇuju´ na´m menit’requesty a responses, podl’a toho, cˇo potrebujeme.
[9]
2.2 JSF
JavaServer Faces je komponent framework na strane serveru urcˇeny´ na zjednodusˇe-
nie vytva´rania pouzˇı´vatel’sky´ch rozhranı´ pre webove´ aplika´cie postavene´ na Jave. JSF
poskytuje flexibilny´ model na renderovanie komponentov v rozlicˇny´ch druhoch HTML
alebo iny´ch znacˇkovacı´ch jazykoch a technolo´gia´ch. Objekt Renderer generuje znacˇky na
vykreslenie komponentov a konvertuje da´ta ulozˇene´ v modely na typy, ktore´ moˆzˇu byt’
7reprezentovane´ vo view. JSF je zalozˇene´ na architektu´re MVC, vid’. obr.4 Okrem toho
na´m JSF poskytuje, cˇo je najhlavnejsˇie, aj mnozˇstvo GUI komponentov.
Obr. 4: MVC architektu´ra s JSF
Nasleduju´ce funkcie dopl´nˇaju´ samotne´ GUI komponenty:
• Valida´cia vstupov
• Spra´va udalostı´
• Prevod da´t medzi objektmi modelu a komponentmi
• Vytva´ranie managed model objektov
• Konfigura´cia naviga´cie medzi stra´nkami
• Expression Language (EL)
Expression Language je mechanizmus na prı´stup a modifika´ciu da´t ulozˇeny´ch v
JavaBeankomponentoch, d’alej na volanie public a static meto´d a taktiezˇ na vykona´vanie
aritmeticky´ch opera´ciı´ a logicky´ch porovna´vanı´. V spojenı´ s JSP stra´nkami su´ umozˇnene´
iba read-only vy´razy. Vo Faceletoch (JSF 2.0) je mozˇne´ vykona´vat’ read aj write
vy´razy.[6][2][1]
// JSP
${fooBean.fooProperty} // fooProperty zastupuje getter − getFooProperty();
// Facelet
#{fooBean.fooProperty} // fooProperty zastupuje getter aj setter
Vy´pis 1: Uka´zˇka EL
82.2.1 JSF 2.0
V Java EE 6 boli do JSF pridane´ nove´ funkcie:
• Mozˇnost’pouzˇı´vat’anota´cie namiesto konfiguracˇny´ch su´borov na sˇpecifika´ciu Ma-
naged Bean a iny´ch komponentov (napr. @ManagedBean).
• Snaha o odstra´nenie faces-config.xml, avsˇak v niektory´ch prı´padoch je sta´le
potrebne´.
• Facelety, nahradili JavaServer Pages (JSP). Facelety pouzˇı´vaju´ XHTML
su´bory.
• Podpora AJAX
• Kompozitne´ komponenty
• Implicitna´ naviga´cia
• @ViewScoped Beany
S JSF 2.0, sa tiezˇ zrodili krajsˇie vypadaju´ce a flexibilnejsˇie knizˇnice komponentov,
mimo ine´ aj PrimeFaces a OpenFaces.[7][3]
Zˇivotny´ cyklus JSF 2.0
Pre pochopenie ako JSF funguje je treba dobre poznat’ jeho zˇivotny´ cyklus vid’. obr. 5 ,
ktory´ sa sklada´ z nasleduju´cich fa´z:
Obr. 5: Zˇivotny´ cyklus JSF
9Restore view - fa´za 1
Controller JSF frameworku vyuzˇije view ID, aby vyhl’adal vsˇetky komponenty su´-
visiace s ty´mto view. Ak view neexistuje, tak ho JSF controller vytvorı´. Naopak ak
view uzˇ existuje tak JSF controller pouzˇije toto view. View obsahuje vsˇetky GUI
komponenty.
V tejto fa´zy zˇivotne´ho cyklu su´ prı´tomne´ tri druhy view:
• new view - nove´ view
• initial view- inicializacˇne´ view (prve´ nacˇı´tanie stra´nky)
• postback - odpoved’ zo strany klienta (napr. po stlacˇenı´ tlacˇidla)
Kazˇde´ z nich sa spracu´va inak.
V prı´pade new view, JSF vytvorı´ view z Faceletu a priradı´ komponentom prı´slu-
sˇny´ch spra´vcov udalostı´ a valida´tory . View sa ulozˇı´ do objektu FacesContext. FacesContext
objekt obsahuje vsˇetky informa´cie o stave komponentov, pomocou ktory´ch doka´zˇe JSF
spravovat’ich stav pre aktua´lny request v aktua´lnej session. FacesContext uchova´va
aktua´lne view v atribu´te viewRoot.
V prı´pade initial view JSF vytvorı´ pra´zdne view. Toto view bude naplnene´ hned’,
ako pouzˇı´vatel’ zacˇne vykona´vat’ nejake´ akcie. Z initial view JSF pristupuje priamo k
fa´ze render response.
V prı´pade postback, view k danej stra´nke uzˇ existuje, takzˇe ho treba len obnovit’.
Dˇalsˇou fa´zou po postbacku je fa´za apply request values.
Apply request values - fa´za 2
Potom, cˇo je vybudovany´ strom komponentov, kazˇdy´ komponent si zı´ska svoju novu´
hodnotu z parametrov requestu za pouzˇitia svojej decode meto´dy. Hodnota sa potom
ulozˇı´ loka´lne do komponentu. Ak zlyha´ konvertovanie hodnoty, vygeneruje sa chybove´
hla´senie asociovane´ s ty´mto komponentom a ulozˇı´ sa do fronty chybovy´ch hla´senı´ vo
FacesContext. Toto chybove´ hla´senie sa potom zobrazı´ pocˇas fa´zy render response, spolu
s iny´mi chybami valida´cie, ktore´ nastali pri vykona´vanı´ fa´zy process validation.
Process validation - fa´za 3
Pocˇas tejto fa´zy, controller JSF spustı´ a vykona´ vsˇetky valida´tori , ktore´ su´ registro-
vane´ v strome komponentov. Valida´tor zistı´ ake´ pravidla´ pre valida´ciu boli zadane´ (tu´to
informa´ciu na´jde v atribu´toch komponentu, ktore´ tieto pravidla´ sˇpecifikuju´) a porovna´
tieto pravidla´ s hodnotou, ktora´ bola loka´lne ulozˇena´ pre tento komponent.
Update model values - fa´za 4
Potom, cˇo JSF controller rozhodne, cˇi su´ da´ta validne´ moˆzˇe prejst’ stromom kom-
ponentov a nastavit’ koresˇponduju´ce atribu´ty objektov na strane serveru do loka´lnych
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hodnoˆt dane´ho komponentu. JSF controller aktualizuje iba take´ property Beany
na ktore´ je uka´zane´ atribu´tom value nejake´ho vstupne´ho(input) komponentu, napr.:
<h:inputText value=”#{fooBean.fooProperty}”>.
Ak loka´lne da´ta komponentu nemoˆzˇu byt’prevedene´ na typy sˇpecifikovane´ jednotli-
vy´mi property danej Bean, zˇivotny´ cyklus JSF prejde priamo na fa´zu render response,
takzˇe stra´nka sa vykreslı´ a zobrazia sa chybove´ hla´senia.
Invoke application - fa´za 5
Pocˇas tejto fa´zy, sa JSF controller postara´ o udalosti na u´rovni aplika´cie, ako je
naprı´klad odoslanie formula´ra alebo odka´zanie sa na inu´ stra´nku. Hodnoty komponentov
budu´ v tomto cˇase skonvertovane´, zvalidovane´ a aplikovane´ na objekty modelu, takzˇe
ich moˆzˇeme pouzˇı´vat’pri vykona´vanı´ aplikacˇnej biznis logiky.
Render response - fa´za 6
Posledna´ fa´za zobrazı´ view so vsˇetky´mi jeho komponentmi s ich aktua´lnym stavom.
[17][18][19]
2.2.2 Managed Beany a JSF 2.0
V JSF 2.0 moˆzˇeme Managed Beany vytva´rat’pomocou anota´cie @ManagedBean a sˇpe-
cifikovat’ na´zov tejto Bean, pod ktory´m bude dostupna´ v EL pomocou atribu´tu name.
Managed Bean potom nie je potrebne´ registrovat’vo faces-config.xml.
import javax.faces.bean.ManagedBean;
import javax.faces.bean.RequestScoped;
@ManagedBean(name=”fooBean”)
@RequestScoped
public class Bean {
// ...
}
Vy´pis 2: Vytvorenie Managed Bean pomocou anota´cie
Teraz bude ta´to Managed Bean dostupna´ v EL takto: #{fooBean}. Ak by sme nezadali
atribu´t name tak by JSF implicitne pristupovalo k tejto Bean sˇty´lom #{na´zovTriedy}. Treba
si vsˇimnu´t’, zˇe JSF samo prevedie prve´ pı´smeno na´zvu triedy na lower-case.
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Bean scopes
Bean scope definuje kedy ma´ byt’Managed Bean vytvorena´ a kedy znicˇena´, v podstate
sa jedna´ o jej trvanie.
JSF 2.0 poskytuje 6 preddefinovany´ch @ManagedBean scopes. Tu je ich popis
zˇivotne´ho cyklu a pouzˇitia:
• @RequestScoped: Bean v tomto scope prezˇı´va pokial’ existuje aj su´visiaci HTTP
request-response. Je vytvorena´ na HTTP request, ktory´ ju zahr´nˇa a znicˇena´
ked’ sa dokoncˇı´ HTTP response asociovana´ k dane´mu HTTP requestu (rovnako
to platı´ aj preAJAX requesty).JSFuchova´vaBean ako atribu´t HttpServletRequest s
ty´m, zˇe meno Managed Bean vystupuje ako kl’u´cˇ. Je dostupna´ aj cez ExternalContext.
getRequestMap(). Tento scope pouzˇı´vame cˇisto pre request-scoped da´ta. Naprı´-
klad pre stare´ zna´me GET requesty, ktore´ by mali prezentovat’nejake´ dynamicke´
da´ta koncove´mu pouzˇı´vatel’ovi za´visiac od parametrov. Tento scope je tiezˇ mozˇne´
pouzˇit’pre jednoduche´ non-AJAX formula´re, ktore´ nepotrebuju´ menit’stav modelu
pocˇas vykona´vania.
• @ViewScoped: Bean v tomto scope zˇije tak dlho pokial’pouzˇı´vatel’pracuje s rovna-
ky´m JSF view v okne prehliadacˇa. Vytva´ra sa na prvy´ HTTP request obsahuju´ci
tu´to Bean a je znicˇena´ na postback, ktory´ odkazuje na ine´ view. JSF uklada´ Be-
any tohoto typu do UIViewRoot.getViewMap() s menom Managed Bean ako kl’u´cˇom,
ktory´ sa ulozˇı´ do session. Tento scope pouzˇı´vame pre komplexnejsˇie formula´re,
ktore´ pouzˇı´vaju´ AJAX, d’alej pre view, ktore´ obsahuju´ da´tove´ tabul’ky a pod.
• @SessionScoped: Bean v tomto scope zˇije pokial’ existuje aj HTTP session. Vy-
tva´ra sa na prvy´ request, ktory´ obsahuje tu´to Bean. Bean je na´sledne ulozˇena´ do
session a odstra´nena´ je v momente ked’je session zrusˇena´ (alebo ked’manua´lne
Bean odstra´nime zo session map). JSF uchova´va Bean ako atribu´t HttpSession s me-
nomManaged Bean ako kl’u´cˇom. Je tiezˇ dostupna´ z ExternalContext.getSessionMap().
Tento scope pouzˇı´vame cˇisto pre session-scoped da´ta, teda take´, ktore´ moˆzˇu
byt’bezpecˇne zdiel’ane´ medzi vsˇetky´mi view rovnakej session. Napr. si moˆzˇeme
takto uchova´vat’prihla´sene´ho pouzˇı´vatel’a.
• @ApplicationScoped: Bean v tomto scope zˇije pocˇas behu celej aplika´cie. Vytva´ra
sa na prvy´ request, ktory´ zahr´nˇa tu´to Bean, alebo pri sˇtarte samotnej aplika´cie
ak je atribu´t eager u @ManagedBean nastaveny´ na true. Ta´to Bean je znicˇena´ azˇ pri
ukoncˇenı´ celej web aplika´cie alebo ked’ ju manua´lne odstra´nime z application map.
JSF uchova´va tu´to Bean ako atribu´t ServletContext s na´zvom Managed Bean ako
kl’u´cˇom. Dostupna´ je tiezˇ cez ExternalContext.getApplicationMap(). Tento scope pou-
zˇı´vame cˇisto pre da´ta aplika´cie, ktore´ moˆzˇu byt’zdiel’ane´ medzi vsˇetky´mi session.
Taka´to Bean sa cˇasto nazy´va support Bean.
• @NoneScoped:Bean v tomtoscope zˇije pocˇas vyhodnocovaniaELprı´kazu. Vytvorı´
sa na zacˇiatku vyhodnocovania EL a je znicˇena´ okamzˇite po jeho ukoncˇenı´. Ta´to
Bean sa nikde neuklada´. Tento scope pouzˇı´vame len pre Beany, ktore´ su´ urcˇene´
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na to, aby boli injektnute´ do inej Bean ine´ho scope. Injektnuta´ Bean bude potom
zˇit’pokial’ bude zˇit’aj Bean do ktorej je injektovana´ (acceptor Bean).
• @CustomScoped: Bean v tomto scope zˇije tak dlho, ako jej vstup vo vytvorenej Map,
ktora´ je vytvorena´ pre u´cˇel tohoto scope. Tu´to Map musı´me vytvorit’ a pripravit’
samy v sˇirsˇom scope, napr. v session scope. Odstranˇovanie tejto Bean z Map
musı´me riadit’tiezˇ samy. Tento typ scope pouzˇı´vame, ak zˇiaden z dany´ch scopes
nevyhovuje nasˇim pozˇiadavka´m.
Vy´ber spra´vneho scope pre Bean je vel’mi doˆlezˇita´ cˇast’ implementa´cie. Zabra´nime
ty´m mnohy´m proble´mom a neefektı´vnemu vyuzˇı´vaniu pama¨te a da´tovej linky. Ak Bean
obsahuje mix request-scoped a session-scoped da´t, mali by sme ju rozdelit’ na
viacere´ Beany s roˆznymi scopes, ktore´ budu´ spolupracovat’- injektneme jednu Bean
do druhej, viz. d’alej. [15] [3] [16]
Injektovanie Managed Bean
Na injektnutie jednej Managed Bean do druhej pouzˇı´vame @ManagedProperty. Injekto-
vanie je obzvla´sˇt’ uzˇitocˇne´ ak ma´me @Request alebo @View scoped Bean asociovanu´ s
urcˇitou stra´nkou a chceme mat’ okamzˇity´ prı´stup k @Session alebo @Aplication scoped
Bean. Naprı´klad, aby sme zı´skali aktua´lne prihla´sene´ho pouzˇı´vatel’a, ktore´ho si uchova´-
vame v @Session scoped Managed Bean.[15]
2.2.3 PrimeFaces
Ako zdroj komponentov som zvolil, podl’a moˆjho na´zoru, momenta´lne najlepsˇı´ JSF kom-
ponent framework na trhu:PrimeFaces. Ma´ sˇiroku´ pouzˇı´vatel’sku´ za´kladnˇu, kompletnu´
podporu pre JSF 2.0, AJAX, jQuery, rapı´dny vy´voj, dobre spracovanu´ pouzˇı´vatel’sku´
prı´rucˇku, mnozˇstvo pouzˇitel’ny´ch komponentov a taktiezˇ je integrovany´ s jQuery UI
Themeroller CSS frameworkom. Dokonca konkurencˇny´ framework IceFaces je za-
lozˇeny´ na PrimeFaces. [20]
Na to, aby sme mohli v aplika´cii pouzˇit’Primefaces stacˇı´ len pridat’k projektu pri-
mefaces.jar a vo faceletoch deklarovat’menny´ priestor xmlns:p=”http :// primefaces.
org/ui”.
Pre pouzˇitie niektorej z preddefinovany´ch te´m stacˇı´ do web.xml pridat’novy´ <context
−param>.
<context−param>
<param−name>primefaces.THEME</param−name>
<param−value>redmond</param−value>
</context−param>
Vy´pis 3: Pridanie Primefaces te´my do web.xml
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3 Teoreticke´ vy´chodiska´
3.1 ITSM a ITIL
ITSM
Pri riadenı´ IT organiza´cie treba definovat’a popı´sat’sluzˇby, ktore´ u´sek IT poskytuje zamest-
nancom, naucˇit’zamestnancov s ty´mito sluzˇbami pracovat’v kontexte ich kazˇdodenny´ch
cˇinnostı´ a na´sledne tieto sluzˇby kontinua´lne riadit’, a to ako na operatı´vnej, tak aj na stra-
tegickej u´rovni. Disciplı´na, ktora´ sa tejto oblasti venuje, sa vola´ IT Service Management
(ITSM), po slovensky: riadenie sluzˇieb informacˇny´ch technolo´giı´. Popis najlepsˇı´ch sku´-
senostı´ z praxe, ako dosiahnut’efektı´vne riadenie sluzˇieb IT, je popı´sany´ v rade knizˇny´ch
publika´ciı´, ktore´ nesu´ spolocˇny´ na´zov ITIL.[21]
ITIL
ITIL je su´bor knizˇny´ch publika´ciı´, ktory´ obsahuje zbierku najlepsˇı´ch sku´senostı´ z odboru
riadenia sluzˇieb informacˇny´ch technolo´giı´. Tieto publika´cie su´ vo vlastnı´ctve britskej
vla´dy, konkre´tne Cabinet Office (U´rad vla´dy Jej velicˇenstva), ktora´ okrem ITIL dohliada
esˇte na sˇest’ d’alsˇı´ch celosvetovo pouzˇı´vany´ch manazˇe´rskych ra´mcov a metodı´k. Na´zov
ITIL vznikol ako skratka slov Information Technology Infrastructure Library.[23]
ITIL nie je predpis, ani norma
Predpisov v knizˇnici na´jdeme iba zopa´r. Zva¨cˇsˇa ide o odporu´cˇania, a z toho plynie
za´kladne´ pravidlo pra´ce s ITIL, ktore´ znie v anglicˇtine adopt and adapt, a ktore´ moˆzˇeme
parafra´zovat’nasledovne: zozna´mte sa s ty´m, ake´ su´ najlepsˇie sku´senosti v odbore ITSM,
a na za´klade ty´chto sku´senostı´ si vytvorte svoj vlastny´ syste´m riadenia sluzˇieb, ktory´
bude vyhovovat’ Va´sˇmu prostrediu. V ITIL je len vel’mi ma´lo imperatı´vov, tzn. ITIL
ma´lokedy niecˇo striktne predpisuje. Jeden prı´klad za vsˇetky: Podl’a ITIL by procesy
Incident management a Problem management nemali byt’ nikdy zlu´cˇene´ do jedne´ho
procesu, a taktiezˇ manazˇe´ri ty´chto dvoch procesov by mali byt’dve roˆzne osoby.[24]
ITIL je ra´mec ITSM, nie metodika ITSM
ITIL nepopisuje detailne jednotlive´ prvky best practice. Poskytuje len ra´mcove´ na´vody,
nie podrobne´ opisy toho, ako reagovat’ na kazˇdu´ sˇpecificku´ situa´ciu, resp. ako riesˇit’
podporu sluzˇieb v sˇpecificky´ch podmienkach. ITIL napr. vravı´, zˇe vsˇetky incidenty maju´
byt’prioritizovane´ s ohl’adom na dopad, ktory´ ma´ ich existencia na biznis, a naliehanie
pouzˇı´vatel’a, pozˇaduju´ceho jeho odstra´nenie, cˇizˇe podl’a aktua´lnej potreby pracovat’ so
sluzˇbou, na ktorej incident vznikol. ITIL nepredpisuje, kol’ko ma´ byt’u´rovnı´ pre dopad a
naliehanie pouzˇı´vatel’a, ani ake´ maju´ byt’vy´sledne´ priority pre jednotlive´ kombina´cie ich
hodnoˆt. Nedozvieme sa ani na za´klade aky´ch konkre´tnych krite´riı´ ma´me vyhodnocovat’,
cˇi incident ma´ pra´ve tu´ a tu´ hodnotu dopadu a potreby pre pouzˇı´vatel’a.[24]
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Podl’a ITIL nie je mozˇne´ syste´m riadenia sluzˇieb IT objektı´vne auditovat’
Pretozˇe ITIL skoro nicˇ neprikazuje, ale skoro vsˇetko iba odporu´cˇa, neda´ sa u konkre´tneho
syste´mu riadenia sluzˇieb v konkre´tnej organiza´cii objektı´vne prehla´sit’, zˇe ten a ten jeho
prvok je implementovany´ zle alebo dobre.[24]
ITIL neobsahuje prevratne´ novinky
ITIL sa cˇasto spomı´na nielen ako best practice, ale za´rovenˇ aj ako common sense (zdravy´
rozum). Aj v organiza´cia´ch, kde o ITIL nikdy nikto nepocˇul, moˆzˇe existovat’syste´m riade-
nia sluzˇieb, ktory´ obsahuje mnoho prvkov best practice popı´sany´ch v ITIL publika´cia´ch,
a to jednoducho preto, zˇe IT manazˇe´ri a sˇpecialisti v tejto organiza´cii dospeli k rovnaky´m
znalostiam, ako mnohı´ inı´ pred nimi.[24]
3.1.1 Incident management
Kl’u´cˇove´ pojmy:
• Incident = nepla´novane´ prerusˇenie sluzˇby IT alebo znı´zˇenie jej kvality . Incidentom
je taktiezˇ porucha konfiguracˇnej polozˇky, ktora´ zatial’ nemala dopad na funkcˇnost’
sluzˇieb IT.
• Na´hradne´ riesˇenie (workaround) = obmedzenie, alebo vylu´cˇenie dopadu incidentu,
alebo proble´mu, pre ktore´ zatial’ nie je k dispozı´cii u´plne´ riesˇenie.
Hlavne´ ciele a poslanie procesu:
• Obnovit’norma´lnu preva´dzku sluzˇby, a to cˇo najry´chlejsˇie pri su´cˇasnej minimaliza´cii
doˆsledkov vy´padku sluzˇby na preva´dzku (tzn. na za´kaznı´kov a pouzˇı´vatel’ov).
Strucˇny´ popis procesu a jeho hlavne´ charakteristiky:
Proces je zodpovedny´ za vcˇasnu´ detekciu incidentov, ich zapı´sanie, a riadenie ich
zˇivotne´ho cyklu. Jeho ciel’om je byt’ cˇo najry´chlejsˇı´. Incident management v za´sade ne-
sku´ma, precˇo k incidentom docha´dza (za hl’adanie prı´cˇin incidentov je zodpovedny´ pro-
ces problem management), ale hl’ada´ ake´kol’vek riesˇenie vra´tane workaroundu, ktore´ho
vy´sledkom bude obnovenie sluzˇby a/alebo elimina´cia, cˇi asponˇ obmedzenie doˆsledkov
vy´padku sluzˇby. Incident management teda nemoˆzˇe ovplyvnit’pocˇet incidentov, ale iba
dl´zˇku ich trvania a obchodne´ straty vyply´vaju´ce z ich existencie. Kl’u´cˇovy´m znakom pro-
cesu je riesˇenie incidentov v poradı´ podl’a priority stanovenej na za´klade biznis doˆlezˇitosti
ohrozeny´ch sluzˇieb IT. Incidenty su´ najcˇastejsˇie detekovane´ procesom event management
(riadenie udalostı´) a pouzˇı´vatel’om, ktory´ kontaktuje service desk.
Proces incident management by mal byt’ cˇo najviac automatizovany´ pomocou vhod-
ne´ho na´stroja, vra´tane ry´chleho prı´stupu k informa´cia´m o predcha´dzaju´cich incidentoch
a ich riesˇeniach (znalostna´ databa´za), ako aj k informa´cia´m o architektu´re sluzˇieb IT a
su´visiacej technickej infrasˇtruktu´re.[25]
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Najdoˆlezˇitejsˇie prı´nosy procesu:
• Zmensˇenie doˆsledkov dopadov incidentu
• Skra´tenie dl´zˇky trvania vy´padkov sluzˇieb IT
• Zvy´sˇenie spokojnosti za´kaznı´kov a pouzˇı´vatel’ov
3.1.2 Problem management
Kl’u´cˇove´ pojmy:
• Proble´m = prı´cˇina jedne´ho alebo viacery´ch incidentov
• Zna´ma chyba (known error) = proble´m, ktory´ ma´ zdokumentovanu´ hlavnu´ prı´cˇinu
a na´hradne´ riesˇenie
Hlavne´ ciele a poslanie procesu:
• Zodpoveda´ za riadenie vsˇetky´ch proble´mov pocˇas celej doby ich zˇivotne´ho cyklu
• Proaktı´vne znizˇovat’vy´skyt incidentov
• Riadit’ znalostnu´ databa´zu a informa´cie v nej ulozˇene´ sprı´stupnˇovat’ sˇpecialistom
podpory v procese incident management a opera´torom service desku
Strucˇny´ popis procesu a jeho hlavne´ charakteristiky:
Proces zodpoveda´ za vcˇasnu´ detekciu proble´mov, ich za´znamy a riadenie ich zˇi-
votne´ho cyklu. Jeho ciel’om je zist’ovat’ prı´cˇiny incidentov a spoˆsoby ich odstra´nenia,
rozhodovat’o trvalom odstra´nenı´ chyby, alebo o jej docˇasnom, cˇi trvalom zachovanı´ v IT
infrasˇtruktu´re, smerovat’do procesu change management zˇiadosti o zmenu, ktory´ch ob-
sahom je odstra´nenie chyby z infrasˇtruktu´ry, a potom, ked’ je chyba skutocˇne odstra´nena´,
overit’, cˇi poˆvodne´ sympto´my boli odstra´nene´ a k incidentom spoˆsobeny´ch touto chybou
uzˇ nedocha´dza.
Proces taktiezˇ riadi znalostnu´ databa´zu, do ktorej zapisuje identifikovane´ zna´me
chyby a postupy (reakcie), ktory´mi proces reagoval na chybami vyvolane´ incidenty;
taktiezˇ sem zapisuje na´hradne´ riesˇenia (workarounds) k incidentom, u ktory´ch sa esˇte
nepodarilo identifikovat’ich prı´cˇinu.[26]
Najdoˆlezˇitejsˇie prı´nosy procesu:
• Zvy´sˇenie dostupnosti sluzˇieb IT
• Znı´zˇenie vy´skytu incidentov, zaistenie stability infrasˇtruktu´ry
• Zvy´sˇenie u´spesˇnosti service desku v krite´riu „first-time fix“ (ako doˆsledok naplne-
nia znalostnej databa´zy)
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3.1.3 Service Desk
Kl’u´cˇove´ pojmy:
• Jedine´ kontaktne´ miesto (single point of contact) = poskytnutie jedine´ho konzistent-
ne´ho spoˆsobu komunika´cie s organiza´ciou alebo podnikovou jednotkou.
• Typicky´ service desk spravuje incidenty a pozˇiadavky na sluzˇbu a obstara´va komu-
nika´ciu s pouzˇı´vatel’mi.
Za´kladne´ povinnosti, ktore´ musı´ service desk zaistit’:
• Fungovat’ako jedine´ kontaktne´ miesto pre pouzˇı´vatel’a sluzˇieb.
• Obnovit’norma´lny beh sluzˇby v prı´pade jej vy´padku, a to cˇo najry´chlejsˇie = zasta´va
rolu 1. u´rovne podpory v procesu incident management.
• Spracova´vat’vsˇetky pozˇiadavky od pouzˇı´vatel’ov sluzˇieb a zaist’ovat’ich vybavenie
= odpoveda´ za cely´ proces request fulfilment.
Ta´to pra´ca sa zaobera´ cˇiastocˇny´m spracovanı´m Service Desku, ktory´ vypu´sˇt’a proces
request fulfilment. Stara´ sa len o incident management a problem management, spolu
s d’alsˇou funkcionalitou. Jedna´ sa teda o zjednodusˇeny´ Service Desk blı´zˇiaci sa k Help
Desku.[27]
3.2 Na´vrhove´ vzory
Ked’zˇe ta´to pra´ca sa nezaobera´ problematikou a opisom na´vrhovy´ch vzorov, popı´sˇem len
vzor DAO, spolu s jeho varia´ciami DAO Factory a Abstract DAO Factory, ktory´ sa
priamo ty´ka pozˇiadavky zadania : Implementovane´ komponenty budou schopne´ poskytovat
rozhranı´ pro pouzˇitı´ jake´koliv databa´zove´ vrstvy.
3.2.1 Data access object - DAO
Sˇpecifika´cia pre J2EE:
Tento na´vrhovy´ vzor pouzˇı´vame na zabstraktnenie a zapuzdrenie prı´stupu k da´to-
ve´mu zdroju. DAO sa stara´ o pripojenie k da´tove´mu zdroju z ktore´ho zı´skava alebo nanˇ
uklada´ da´ta a implementuje prı´stupovy´ mechanizmus, ktory´ je potrebny´ na pra´cu s ty´mto
zdrojom. Biznis komponent, ktory´ pouzˇı´va DAO vyuzˇı´va jednoduche´ rozhranie, ktore´ DAO
poskytuje svojim klientom. DAO teda kompletne skry´va implementa´ciu da´tove´ho zdroja
pred svojim klientom. Pretozˇe rozhranie, ktore´ poskytuje klientom sa nemenı´ v prı´pade,
zˇe sa zmenı´ implementa´cia da´tove´ho zdroja, tak tento fakt dovol’uje DAO prispoˆsobit’sa
roˆznym sche´mam ukladania da´t bez toho, aby ovplyvnilo svojich klientov alebo biznis
komponenty. V podstate sa DAO spra´va ako adapte´r medzi komponentom a da´tovy´m
zdrojom. Obr. 6 zobrazuje triedny diagram DAO Factory.
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Obr. 6: Triedny diagram DAO Factory
Su´cˇasti DAO:
• BusinessObject - Biznis objekt Reprezentuje da´tove´ho klienta. Je to objekt, ktory´
vyzˇaduje prı´stup k da´tove´mu zdroju, cˇi uzˇ z doˆvodu ulozˇenia alebo zı´skavania da´t.
• DataAccessObject - Objekt prı´stupu k da´tam Je hlavny´m objektom tohto na´vrho-
ve´ho vzoru. Tento objekt zabstraktnˇuje implementa´ciu da´tove´ho zdroja pred biznis
objektom, aby tak umozˇnil transparentny´ prı´stup k da´tove´mu zdroju. Biznis objekt
taktiezˇ deleguje opera´cie nacˇı´tania a ukladania da´t na DataAccessObject.
• DataSource - Da´tovy´ zdroj Reprezentuje implementa´ciu da´tove´ho zdroja. Da´tovy´
zdroj moˆzˇe byt’RDBMS, OODBMS, XML repository a ine´.
• TransferObject - Reprezentuje objekt, ktory´ slu´zˇi na prena´sˇanie da´t. DataAccessOb-
ject moˆzˇe pouzˇı´vat’TransferObject na vra´tenie da´t klientovi, ale taktiezˇ na prijı´manie
da´t od klienta, ktore´ maju´ byt’na´sledne aktualizovane´ v databa´ze.
Obr. 16 zobrazuje sekvencˇny´ diagram popisuju´ci DAO Factory.
Ak vieme, zˇe sa da´tovy´ zdroj bude menit’(vyply´va to zo zadania pra´ce), moˆzˇe byt’ta´to
strate´gia implementovana´ za pomoci na´vrhove´ho vzoruAbstract Factory.Abstract
Factory moˆzˇe naopak stavat’na a pouzˇı´vat’na´vrhovy´ vzor Factory. V tomto prı´pade
ta´to strate´gia poskytuje abstraktny´ DAO factory objekt (Abstract Factory), ktory´
moˆzˇe vytva´rat’roˆzne typy DAO factories, pricˇom kazˇda´ factory podporuje odlisˇny´
typ da´tove´ho zdroja. Potom, cˇo zı´skame DAO factory pre sˇpecificky´ zdroj, pouzˇijeme ju
na zı´skanie konkre´tneho DAO objektu urcˇene´ho pre tento zdroj. Ta´to strate´gia je zobrazena´
na obr. 17.
Diagram zobrazuje za´kladnu´ Abstract DAO factory, cˇo je abstraktna´ trieda, ktora´
je dedena´ a implementovana´ konkre´tnymi DAO tova´rnˇami, aby bol zabepecˇeny´ sˇpe-
cificky´ prı´stup na za´klade pouzˇite´ho da´tove´ho zdroja. Klient moˆzˇe zı´skat’ konkre´tnu
implementa´ciu DAO factory (ako na obr. 17 RdbDAOFactory) a pouzˇit’ ju, aby zı´skal
konkre´tne DAO triedy, ktore´ pracuju´ s ty´mto da´tovy´m zdrojom. Jednotlive´ DAO triedy
moˆzˇu extendovat’resp. implementovat’genericku´ za´kladnu´ triedu (na obr. je to DAO1 a
DAO2), ktora´ sˇpecifikuje, ake´ meto´dy ma´ DAO obsahovat’na za´klade biznis objektu pre
ktory´ je urcˇene´. Za´kladny´ princı´p fungovania Abstract DAO Factory je uka´zany´ na
obr. 18 [28]
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Pozna´mka 3.1 V Java EE 6 (vlastne uzˇ od verzie 5) sa veci zmenili s prı´chodom JPA -
Java Persistence API. JPA pouzˇı´va EntityManager, ktory´ v podstate zasta´va funkciu
DAO. [4]
Ked’zˇe ja v pra´ci pouzˇı´vam vlastne´ ORM za pomoci cˇiste´ho JDBC, DAO zohra´va sta´le
doˆlezˇitu´ u´lohu v ota´zke prenositel’nosti, ako uzˇ bolo spomenute´.
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4 Sˇpecifika´cia funkcˇnosti
V tejto sekcii upresnı´m pozˇiadavky zadania.
4.1 Upresnenie zadania
Za´kladom cele´ho IS ma´ byt’modul pouzˇı´vatel’ov, skupı´n, rolı´ a pra´v, ku ktory´m ma´ byt’
pridany´ incident management modul. K ty´mto modulom som doplnil naviac aj modul na
spra´vu vybavenia, a taktiezˇ problem management modul a vytvoril tak plnohodnotnejsˇiu
aplika´ciu.
Pozna´mka 4.1 Modul pra´v je u´zko spa¨ty´ s modulom rolı´, spolu vytva´raju´ jeden kom-
plexnejsˇı´ modul.
Jednotlive´ moduly sa budu´ skladat’z opera´ciı´, ako je vytvorenie novej jednotky modulu
a jej spra´va. Pod spra´vou jednotky si moˆzˇeme predstavit’d’alsˇie za´kladne´ opera´cie, ako
jej edita´cia, vymaza´vanie, zobrazenie a pod. K incident a problem management modulu
bude tiezˇ, okrem ine´ho, pridana´ mozˇnost’priradzovat’incidenty a proble´my technikovi, a
taktiezˇ mozˇnost’ulozˇit’ich do znalostnej databa´zy, teda vel’mi zjednodusˇene, do histo´rie
incidentov, cˇi proble´mov. Dˇalej musı´ byt’umozˇnene´ naviazat’ incident s urcˇity´m proble´-
mom, cˇo logicky vyply´va z opisu procesu problem management viz. 3.1.2, atd’. Konkre´tny
zoznam opera´ciı´(akciı´) pre niektore´ moduly :
• Modul pouzˇı´vatel’ov
– Vytvorenie nove´ho pouzˇı´vatel’a
– Zobrazenie detailov pouzˇı´vatel’a
– Zmena skupiny pouzˇı´vatel’a
– Zmena roly pouzˇı´vatel’a
– Zmazanie pouzˇı´vatel’a
– Povy´sˇenie pouzˇı´vatel’a na super admina
• Modul skupı´n
– Vytvorenie novej skupiny
– Zobrazenie detailov skupiny
– Edita´cia skupiny
– Zmazanie skupiny
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• Modul rolı´
– Vytvorenie novej roly
– Zobrazenie detailov roly
– Edita´cia roly - zmena opra´vnenı´
– Zmazanie roly
Kompletny´ prehl’ad je dostupny´ na prilozˇenom CD.
4.1.1 Pouzˇı´vatel’ske´ roly
Ako je spomı´nane´ v cˇasti 3.1, procesy proble´m a incident management maju´ byt’spravo-
vane´ roˆznymi osobami. Podobne ostatne´ moduly budu´ riadene´ roˆznymi osobami, resp.
pre kazˇdy´ proces bude vyhradena´ pouzˇı´vatel’ska´ rola. Taktiezˇ bude dostupna´ rola super
admina3, ktory´ ma´ prı´stup ku vsˇetky´m modulom a akcia´m. IS budu´ pouzˇı´vat’ samoz-
rejme aj bezˇnı´ uzˇı´vatelia (vytvorenı´ spra´vcom pouzˇı´vatel’ov), ktorı´ nebudu´ zodpovednı´
za spra´vu zˇiadneho procesu, budu´ mat’len za´kladne´ pra´va, ako je vytvorenie incidentu.
V neposlednom rade budu´ s IS pracovat’aj technici zodpovednı´ za riesˇenie proble´mov a
incidentov. Prehl’adny´ zoznam za´kladny´ch rolı´ je zobrazeny´ v tab. 1. Syste´m umozˇnı´ tiezˇ
definovat’vlastne´ roly podl’a potreby spolocˇnosti a priradit’im dostupne´ akcie.
Alias Rola Akcie
Common user Bezˇny´ pouzˇı´vatel’ Vytva´ranie incidentov,...
Super admin Spra´vca so vsˇetky´mi pra´vami Vsˇetky pra´va
Incident admin Spra´vca incidentov Edita´cia incidentu,...
Problem admin Spra´vca proble´mov Vytva´ranie proble´mu,...
User admin Spra´vca pouzˇı´vatel’ov Vytva´ranie pouzˇı´vatel’a,...
Group admin Spra´vca skupı´n Edita´cia skupı´n, vytva´ranie,...
Equipment admin Spra´vca zariadenı´ Prida´vanie do DB, edita´cia,...
Technician Technik Riesˇenie proble´mov, incidentov,..
Tabul’ka 1: Tabul’ka pouzˇı´vatel’sky´ch rolı´
3Bezˇne sa vy´raz super admin cha´pe ako spra´vca cele´ho syste´mu. V tomto prı´pade sa nejedna´ o spra´vcu
syste´mu ako take´ho. Je to len pouzˇı´vatel’ so vsˇetky´mi pra´vami vzhl’adom na mozˇnosti IS.
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4.1.2 Akcie rolı´
Kazˇdy´ pouzˇı´vatel’ ma´ pra´vo :
• Vytva´rat’incidenty
• Zobrazit’si prehl’ad svojich aktua´lne vytvoreny´ch incidentov
• Editovat’svoje incidenty
• Zmazat’svoje incidenty
• Editovat’profil a menit’svoje heslo
Uka´zˇkovy´ prehl’ad akciı´ (opra´vnenı´) k niektory´m za´kladny´m roliam :
• Technik
– Zobrazenie svojich priradeny´ch incidentov
– Zobrazenie histo´rie incidentov
– Pridanie workaroundu pre incident
– Zobrazenie svojich priradeny´ch proble´mov
– Zobrazenie histo´rie proble´mov
– Pridanie riesˇenia pre proble´m
• Spra´vca pouzˇı´vatel’ov
– Vytvorenie nove´ho pouzˇı´vatel’a
– Zmena roly pouzˇı´vatel’a
– Zmena skupiny pouzˇı´vatel’a
– Zmazanie pouzˇı´vatel’a
Kompletny´ prehl’ad je dostupny´ na prilozˇenom CD.
4.1.3 Graficke´ vyjadrenie pozˇiadaviek
Z doˆvodu vel’kosti uvediem len Use case diagram u´rovne 1.
Funkcˇnost’IS teda moˆzˇeme zhrnu´t’nasledovne :
IS bude pre pouzˇı´vatel’ov dostupny´ cez webovy´ prehliadacˇ. Budu´ ho vyuzˇı´vat’ via-
cere´ pobocˇky firmy. Uzˇı´vatelia IS maju´ priradene´ svoje roly a patria do urcˇitej skupiny.
Rola definuje pra´va pouzˇı´vatel’ov, zatial’ cˇo skupina obmedzuje viditel’nost’da´t, cˇizˇe napr.
spra´vca pouzˇı´vatel’ov pobocˇky v Ostrave moˆzˇe spravovat’len pouzˇı´vatel’ov z tejto pobo-
cˇky (skupiny). Bezˇnı´ pouzˇı´vatel’ ma´ pra´vo, okrem ine´ho, vytva´rat’ incidenty. Vzniknute´
incidenty spra´vca incidentov priradı´ technikovi, aby bolo cˇo najry´chlejsˇie obnovene´ fun-
govanie vyradenej sluzˇby. Neskoˆr je sku´mana´ podstata incidentov, spra´vca proble´mov
vytvorı´ proble´m, priradı´ mu dane´ incidenty a technika, ktory´ ho bude riesˇit’.
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Obr. 7: Use case diagram, u´rovenˇ 1: Roly a ich opra´vnenia
Po vyriesˇenı´ sa proble´my a incidenty presu´vaju´ do histo´rie, ktora´ tvorı´ za´rovenˇ zjed-
nodusˇenu´ znalostnu´ databa´zu. V hierarchii pouzˇı´vatel’ov, cˇo sa ty´ka pra´v, je super-admin
na vrchole. Ten moˆzˇe vykona´vat’ vsˇetky funkcie ostatny´ch pouzˇı´vatel’ov a navysˇe de-
finovat’ nove´ roly. Ostatne´ roly syste´mu, ako uzˇ bolo spomenute´, su´ zobrazene´ v tab.
1.
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Obr. 8: Activity diagram: Spravovanie proble´mov
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5 Analy´za a na´vrh
V tejto sekcii uvediem na´vrh sˇtruktu´ry aplika´cie, jej modulov, jednotlivy´ch vrstiev, tried
a tabuliek. Z doˆvodu rozsiahlosti aplika´cie uvediem len uka´zˇky jednotlivy´ch diagramov.
5.1 Na´vrh sˇtruktu´ry aplika´cie
Ked’zˇe sa jedna´ o webovu´ Java EE aplika´ciu, rozhodol som sa ju riesˇit’klasicky, pomocou
3-vrstvej architektu´ry, tzn. tvoria ju nasleduju´ce vrstvy:
• Prezentacˇna´ vrstva (Presentation) - Zobrazuje informa´cie pre pouzˇı´vatel’a, moˆzˇe
kontrolovat’zada´vane´ vstupy, neobsahuje vsˇak spracovanie da´t.
• Aplikacˇna´ vrstva (Business logic) - Je jadrom aplika´cie, prebieha tu spracovanie
da´t.
• Da´tova´ vrstva (Database) - Tu´to vrstvu tvorı´ najcˇastejsˇie databa´za, ktora´ da´ta ucho-
va´va, sprı´stupnˇuje a zarucˇuje ich konzistenciu.
V nasˇom prı´pade budu´ jednotlive´ vrstvy obsahovat’komponenty, ako je uvedene´ na
obr. 9:
Obr. 9: Model komponent
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Pozna´mka 5.1 V diagrame komponentov som zna´zornil aj mozˇne´ budu´ce rozsˇı´renie o
tlste´ho klienta - Java Swing rozhranie a biznis logika by bola volana´ pomocou webovy´ch
sluzˇieb.
Uka´zˇkovy´ tok da´t cez komponenty od prezentacˇnej vrstvy po da´tovu´ je teda : JSF→
Managed Bean→ EJB→ DAO→ DB
5.2 Na´vrh vsˇeobecne´ho riesˇenia
Je samozrejme´, zˇe IS bude prı´stupny´ len registrovany´m pouzˇı´vatel’om. Nutnost’ou je teda
implementovat’ login. Z pozˇiadaviek vyply´va, zˇe registra´ciu nove´ho pouzˇı´vatel’a bude
mat’pod kontrolou User admin. Ty´m bude zabezpecˇena´ va¨cˇsˇia re´zˇia nad pouzˇı´vatel’mi.
Musı´me teda zamedzit’aj prihlasovaniu viacery´ch pouzˇı´vatel’ov z jedne´ho u´cˇtu v rovna-
kom cˇase. Ked’zˇe k syste´mu budu´ pristupovat’ pouzˇı´vatelia s roˆznymi rolami musı´ byt’
zarucˇene´, zˇe budu´ mat’ prı´stup len k funkcia´m, na ktore´ im ich rola da´va opra´vnenie.
Treba teda obmedzit’viditel’nost’komponentov na stra´nke, a taktiezˇ kontrolovat’pra´vo na
prı´stup k danej URL adrese, pretozˇe sı´ce neposkytneme pouzˇı´vatel’ovi mozˇnost’ dostat’
sa k stra´nke pomocou tlacˇidla, ale sta´le ju moˆzˇe napı´sat’priamo do vyhl’ada´vacˇa. Podl’a
popisu rolı´ budu´ vytvorene´ za´kladne´ roly syste´mu. Pre jednotlive´ akcie (pra´va) bude
vytvorena´ DB tabul’ka a rovnako tak aj pre prı´stupove´ pra´va k jednotlivy´m stra´nkam.
5.3 Na´vrh databa´ze
Linea´rny za´pis entı´t (prima´rny kl’u´cˇ,cudzı´ kl’u´cˇ):
User(user name, user id, user password, first name, last name, admin, email, buil-
ding, office, role id,group id)
Group(group id, group name, group desc)
Actions(action id, action name, action description)
Actions2role(role id, action id)
Actions2Url(action id, url part)
Category(category id, category name, category description)
Equipment(equip id, equip desc, equip model, equip manufact, equip serial num,
equip building, equip office, equip type id)
Equipment types(equip type id, equip type name, equip type desc)
Incident(incident id, inc title, inc description, inc solution, inc created, inc solved,
inc workaround, priority id, status id, problem id, category id, user id, equip id)
Incident history(incident id, inc title, inc description, inc solution, priority id,
inc created, inc solved, status id, problem id, category id, user id, equip id)
Priority(priority id, priority name)
Problem(problem id, prob title, prob description, prob solution, prob created,
prob solved, priority id, status id, category id, user id, equip id)
Problem history(problem id, prob title, prob description, prob solution,
prob created, prob solved, priority id, status id, category id, user id, equip id)
Role(role id, role name, role desc)
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Status(status id, status name)
Sub category(sub category id, sub category name, sub category desc, category id)
Techs2incident(incident id, user id)
Techs2problem(problem id, user id)
Tabul’ky, ktore´ vyply´vaju´ zo zadania a na´vrhu riesˇenia su´ zobrazene´ na obra´zku 19.
5.4 Na´vrh modulov
Pre uka´zˇku uvediem len na´vrh Problem management modulu. Opera´cie pre tento modul
su´ popı´sane´ v prehl’ade jednotlivy´ch modulov, ktory´ sa nacha´dza v prı´lohe na CD. Triedne
diagramy su´ prı´lisˇ vel’ke´ na to, aby som ich umiestnil do textu pra´ce, preto uva´dzam len
ich zjednodusˇene´ podoby. Detailnejsˇie su´ spracovane´ v prı´lohe na CD.
Obr. 10: Stavovy´ diagram: proble´m
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Obr. 11: Java class diagram: Spra´va proble´mov - zjednodusˇeny´
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6 Implementa´cia
V tejto sekcii popı´sˇem implementacˇne´ detaily najzaujı´mavejsˇı´ch cˇastı´ ko´du. Kompletne´
zdrojove´ ko´dy su´ dostupne´ v prı´lohe.
Uka´zˇkovy´ syste´m obsahuje cez 150 tried a konfiguracˇny´ch su´borov, zdrojovy´ ko´d
presahuje 14 500 riadkov. Databa´za obsahuje 17 tabuliek, 21 procedu´r a 8 triggerov.
Do tejto sekcie som sa snazˇil zaradit’len najdoˆlezˇitejsˇie cˇasti implementa´cie, ked’zˇe jej
rozsah mi zd’aleka neumozˇnˇuje pokryt’vsˇetko. Uka´zˇkova´ funkcˇnost’aplika´cie je zachytena´
v kra´tkom prezentacˇnom videu na prilozˇenom CD.
Konfigura´cia:
• Java EE 6 + JDK 1.7
• JSF 2.0
• Glassfish 3.1
• Primefaces 3.1.1
• iText-2.1.7
• redmond 1.0.3
• JDBC driver: sqljdbc4
• Microsoft SQL Server 2008 R2
6.1 Primefaces komponenty
<p:panelGrid> <p:inputText> <p:ajax>
<p:column> <p:calendar> <p:dataList>
<p:commandButton> <p:outputPanel> <p:separator>
<p:dataTable> <p:dataExporter> <p:tooltip>
<p:growl> <p:confirmDialog> <p:tree>
<p:contextMenu> <p:password> <p:picklist>
Tabul’ka 2: Tabul’ka pouzˇity´ch komponentov
Popis vsˇetky´ch komponentov je dostupny´ v pouzˇı´vatel’skej prı´rucˇke na prilozˇenom
CD. Dˇalej uvediem len strucˇny´ popis najpodstatnejsˇı´ch komponentov a ich pouzˇitie v
mojej pra´ci.
6.1.1 DataTable
Primeface DataTable predstavuje vylepsˇenu´ verziu klasickej datatable. Poskytuje
integrovane´ riesˇenia pre roˆzne klasicke´ pozˇiadavky, ako je stra´nkovanie, triedenie, vy´ber,
„lenive´“ nacˇı´tavanie , filtrovanie a ine´.
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Obr. 12: Uka´zˇka dataTable z aplika´cie
Stra´nkovanie
DataTable ma´ vstavany´ AJAX „stra´nkovacˇ“ (paginator), ktory´ nastavujeme pomo-
cou atribu´tu paginator.
Triedenie
Ty´m, zˇe definujeme u stl´pca tabul’ky atribu´t sortBy , povolı´me nanˇ AJAX triedenie. De-
faultne sa pouzˇı´va triediaci algoritmus, ktory´ poskytuje Java Comparator, ale DataTable
poskytuje mozˇnost’pouzˇit’aj vlastnu´ meto´du definovanı´m sortFunction. DataTablemoˆzˇe
zobrazit’da´ta, ktore´ su´ defaultne zotriedene´, stacˇı´ u nej definovat’atribu´t sortBy. Moˆzˇeme
taktiezˇ definovat’smer triedenia (zostupne/vzostupne) pomocou atribu´tu sortOrder.
Filtrovanie
Podobne ako triedenie moˆzˇeme na stl´pec nastavit’ aj AJAX filtrovanie definovanı´m
atribu´tu filterBy . Filtrovanie je vyvolane´ po udalosti keyup. Vstupy u filtrov moˆzˇu byt’
nasˇty´lovane´ pomocou atribu´tov filterStyle a filterStyleClass . Namiesto cˇiste´ho texto-
ve´ho vstupu je tiezˇ mozˇne´ pouzˇit’ rozbal’ovaciu ponuku, a to tak, zˇe nastavı´me atri-
bu´t filterOptions a kolekciu alebo pole selectItemov. Dˇalej je tiezˇ mozˇne´ nastavit’ atribu´t
filterMatchMode, ktory´ urcˇuje aky´m spoˆsobom sa ma´ urcˇovat’zhoda da´t s filtrom (startsWith,
exact, ...).
Vy´ber riadku
Existuje niekol’ko spoˆsobov, ako moˆzˇeme vybrat’ riadok z tabul’ky. Najza´kladnejsˇı´ je
pomocou p:commandButton alebo p:commandLink a pouzˇitia <f:setPropertyActionListener>.
<p:column>
<p:commandButton value=”Vyber”>
<f:setPropertyActionListener value=”#{fooObject}” target=”#{fooBean.selectedFooObject}”/>
</p:commandButton>
</p:column>
Vy´pis 4: Vy´ber riadku DataTable pomocou <f:setPropertyActionListener>
Ak chceme vybrat’ riadok pomocou kliknutia na riadok, namiesto p:commandButton
stacˇı´ definovat’ atribu´t selectionMode s hodnotami single alebo multiple podl’a toho, cˇi
chceme povolit’vy´ber jednoho alebo viacery´ch riadkov naraz. V tomto prı´pade prebehne
vy´ber riadku po jednom kliknutı´. Ak by sme chceli vybrat’riadok po dvojkliku tak stacˇı´
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pouzˇit’ atribu´t dblClickSelect. Cˇasto by´va bezˇnou pozˇiadavkou, aby mala DataTable
jeden stl´pec v ktorom by bol radioButton umozˇnˇuju´ci vy´ber dane´ho riadku. Na tu´to
pozˇiadavku team Primefaces tiezˇ myslel, stacˇı´ len definovat’ atribu´t selectionMode s
hodnotou single u dane´ho stl´pca. Podobne moˆzˇeme povolit’ aj vy´ber viacery´ch riadkov
za pouzˇitia checkboxov, stacˇı´ opa¨t’definovat’atribu´t selectionMode, ale teraz s hodnotou
multiple.
Lenive´ nacˇı´tavanie (Lazy loading)
Ta´to vstavana´ funkcia zefektı´vnˇuje pra´cu s rozsiahlymi zdrojmi da´t. Norma´lny AJAX
paginator sı´ce vykresl’uje len danu´ stra´nku, ale aj tak vzˇdy nacˇı´ta vsˇetky da´ta (nie len z ak-
tua´lne vykreslenej strany). DataTable, ktora´ podporuje lazy loading pracuje podobne,
cˇo sa ty´ka vykreslenia, avsˇak vzˇdy nacˇı´ta len potrebne´ u´daje pre vykreslenie a nie vsˇetky
da´ta. Aby sme mohli implementovat’lazy loading potrebujeme ako hodnotu tabul’ky va-
lue zvolit’org.primefaces.model.LazyDataModel a implementovat’jeho load meto´du. Taktiezˇ
musı´me implementovat’meto´dy getRowData a getRowKey, ak je povoleny´ vy´ber riadkov.
DataTable vola´ load meto´du po kazˇdom stra´nkovanı´, triedenı´, cˇi filtrovanı´. Load meto´da
ma´ nasleduju´ce parametre:
• first : Indika´tor, od ktore´ho za´znamu zacˇat’nacˇı´tavat’da´ta
• pageSize: Pocˇet da´t urcˇeny´ch na nacˇı´tanie
• sortField : Na´zov atribu´tu podl’a ktore´ho sa triedi (napr. fooColor pre
sortBy = ”{foo.fooColor}”)
• sortOrder: SortOrder enum. Obsahuje atribu´t, podl’a ktore´ho sa budu´ za´znamy triedit’
a hodnotu triedenia : zostupne/vzostupne
• filters : Map<String, String> s na´zvom atribu´tu ako kl’u´cˇom (napr.fooColor pre
filterBy = ”{foo.fooColor}”) a hodnotou atribu´tu ako hodnotou.
Okrem load meto´dy treba poskytnu´t’aj totalRowCount (celkovy´ pocˇet riadkov), aby pagi-
nator zobrazil spra´vny pocˇet stra´n.
Blizˇsˇı´ popis d’alsˇı´ch funkciı´ DataTable je v pouzˇı´vatel’skej prı´rucˇke v prı´lohe.
Tento komponent vyuzˇı´vam v pra´ci najcˇastejsˇie, pretozˇe vd’aka mozˇnosti zorad’ova-
nia, filtrovania, stra´nkovania a podpore lenive´ho nacˇı´tavania sa jedna´ o najefektı´vnejsˇı´
spoˆsob zobrazovania rozsiahlych da´t. V kombina´cii s komponentmi, ako Dialog, Tree,
cˇi ContextMenu vytva´ra naozaj flexibilne´ GUI.
Implementa´cia
Popı´sˇem DataTable, ktoru´ vyuzˇı´vam na stra´nke spra´vy incidentov, ostatne´ su´ jej vel’mi
podobne´.
Ko´d faceletu som pre va¨cˇsˇiu prehl’adnost’rozdelil do 4 cˇastı´ s popisom:
Nastavenia komponentu
Definujem tu za´kladne´ nastavenia, ktore´ som spomı´nal, mimo ine´ aj paginatorTemplate
podl’a ktorej sa vykreslı´ pagina´tor.
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<p:dataTable id=”tblIncMain” var=”dataItem” value=”#{incManageBean.lazyModelIncidents}”
rows=”#{incManageBean.pageSize}” paginator=”true” paginatorTemplate=”{
CurrentPageReport} {FirstPageLink} {PreviousPageLink} {PageLinks} {NextPageLink}
{LastPageLink} {RowsPerPageDropdown}” rowsPerPageTemplate=”5,10,15”
resizableColumns=”true” widgetVar=”tblIncMainWidget” selection=”#{incManageBean.
selectedIncidents}” selectionMode=”multiple”>
Vy´pis 5: DataTable facelet - nastavenia
Hlavicˇka
Hlavicˇku DataTable sˇpecifikujeme pomocou znacˇky <f:facet name=”header”>. V
tomto prı´pade obsahuje hlavicˇka komponent Tooltip, ktory´ umozˇnˇuje zobrazit’ na´-
povedu pre komponent, na ktory´ ho naviazˇeme. Dˇalej sa tu nacha´dza tlacˇidlo, pomocou
ktore´ho resetujem filtre tabul’ky.
Pozna´mka 6.1 Ak aktualizujeme hodnoty nejake´ho komponentu treba ho po aktualiza´cii
updatovat’, aby boli obnovene´ nove´ hodnoty v jeho modelu.
Taktiezˇ tu pouzˇı´vam commandLink, ku ktore´mu je priradeny´ komponent DataExpor-
ter, ktory´ umozˇnˇuje exportovanie da´t DataTable do PDF pomocou knizˇnice iText.
<f:facet name=”header”>
<p:outputPanel>
<h:outputText id=”incManageTooltip” value=”Unsolved Incidents” styleClass=”tableHeaders”/
>
<p:tooltip for=”incManageTooltip” styleClass=”tooltips” value=”Solved incidents can be
found in Incidents history.” showEffect=”fade” hideEffect=”fade” />
<p:commandButton value=”Reset filters” style=”width: 14\%; margin: 2px; float: right;” ajax
=”true” icon=”ui−icon ui−icon−close” update=”:frmMainIncManage:tblIncMain” onclick=”
tblIncMainWidget.clearFilters();dateFilter.setDate(null)”/>
<h:commandLink>
h:outputText style=” float: left ; ” value=”Export to PDF” />
<p:dataExporter type=”pdf” target=”tblIncMain” fileName=”incidents” pageOnly=”true”/>
</h:commandLink>
</p:outputPanel>
</ f:facet>
Vy´pis 6: DataTable facelet - hlavicˇka
Stl´pce
Na´zvy stl´pcov v DataTable nemusı´me definovat’pomocou <f:facet name = ”header
”> tak, ako tomu je v JSF. Primefaces na pra´cu so stl´pcami poskytuju´ komponent
Column, kde na´zov definujeme v atribu´te headerText. V uka´zˇke su´ zahrnute´ roˆzne typy
filtrovania stl´pcov, funkcia ellipsis, ktoru´ spomeniem v sekcii 6.3 a taktiezˇ uka´zˇka pouzˇitia
komponentu Calendar.
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<p:column id=”titleColumn” style=”width: 150px” headerText=”Title” sortBy=”#{dataItem. inc title }”
filterBy =”#{dataItem. inc title }”>
<h:outputText value=”#{func:ellipsis (dataItem. inc title , 15)}” />
</p:column>
<p:column style=”width: 150px” sortBy=”#{dataItem.inc created}”>
<f:facet name=”header”>
<h:outputText value=”Created on” />
<br />
<p:calendar widgetVar=”dateFilter” id=” dateFilter ” value=”#{incManageBean.inc created}”
mode=”popup”>
<!−−meto´da volana´ v oncomplete vyvola´ refresh filtrov tabul’ky−−>
<p:ajax event=”dateSelect” update=”:frmMainIncManage:tblIncMain” oncomplete=”
tblIncMainWidget.filter()”/>
</p:calendar>
</ f:facet>
<h:outputText value=”#{dataItem.inc created}” />
</p:column>
<p:column style=”width: 190px” headerText=”Incident Category” sortBy=”#{dataItem.category.
category name}” filterBy=”#{dataItem.category.category id}” filterMatchMode=”exact”
filterOptions=”#{populateBean.categoryFilter}”>
<h:outputText value=”#{dataItem.category.category name}” />
</p:column>
Vy´pis 7: DataTable facelet - uka´zˇka stl´pcov
Pa¨ta
Pa¨tu definujeme pomocou <f:facet name=”footer”>. Zvycˇajne sa tu definuju´ tlacˇidla´
pre pra´cu s DataTable.
<f:facet name=”footer”>
<p:commandButton value=”View” style=”width: 14\%; margin: 2px;” icon=”ui−icon ui−icon−
search” update=”:frmMainIncManage:diaIncDetail” oncomplete=”incidentDialog.show()”/>
</ f:facet>
Vy´pis 8: DataTable facelet - pa¨ta
Najdoˆlezˇitejsˇia je implementa´cia LazyDataModel. Jeho inicializa´cia prebieha v meto´de vo-
lanej v @PostConstruct.
Pozna´mka 6.2 Rozdiel medzi @PostConstruct a obycˇajny´m konsˇtruktorom bez paramet-
rov je taky´, zˇe v @PostConstruct ma´me dostupne´ EJB meto´dy a moˆzˇeme robit’ JNDI
lookup, zatial’ cˇo v konsˇtruktore to mozˇne´ nie je.
Meto´da getRowKey vracia jednoznacˇny´ identifika´tor riadku a meto´da getRowData vracia
objekt podl’a tohto identifika´tora.
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Uka´zˇka implementa´cie LazyDataModelu :
@PostConstruct
private void init () {
selectedIncidentForEdit = populateBean.getDummyIncident();
dateFormat = new SimpleDateFormat(”yyyy/MM/dd”);
lazyModelIncidents = new LazyDataModel<DTOIncident>() {
@Override
public Object getRowKey(DTOIncident object) {
return object. getIncident id () ;
}
@Override
public DTOIncident getRowData(String rowKey) {
return incidentEJB.getOneIncident(Integer.valueOf(rowKey));
}
@Override
public List<DTOIncident> load(int first, int pageSize, String sortField , SortOrder
sortOrder, Map<String, String> filters ) {
if (inc created != null) {
filters .put(”cast( floor (cast(inc created as float ) ) as datetime)”, dateFormat.format(
inc created) + EXACT MATCH);
}
filters .put(”Group.group id”, String .valueOf(loginBean.getUser().getGroup().getGroup id
()) + EXACT MATCH);
lazyModelIncidents.setRowCount(incidentEJB.getCount(filters));
return incidentEJB.getLazy(first , pageSize, sortField, sortOrder.toString () ,
DEFAULT INC ORDER, filters);
}
};
}
Vy´pis 9: DataTable - LazyDataModel
Ked’zˇe nikdy neviem aku´ kombina´ciu filtrov pouzˇı´vatel’ vyuzˇije musı´m WHERE cˇast’ SQL
dotazu generovat’dynamicky pomocou StringBuilder. Potom tu´to vybudovanu´WHERE cˇast’
posielam priamo ako parameter do databa´zovej procedu´ry, ktora´ mi vracia lazy da´ta. V
procedu´re je potom dotaz vykonany´ pomocou dynamicke´hoSQL. Vznika´ teda riziko SQL
Injection, viz. sekcia 6.2.2
6.1.2 Tree
Tree sa pouzˇı´va na zobrazenie hierarchicky usporiadany´ch da´t a na vytva´ranie navi-
ga´cie stra´nok. Tree je naplneny´ s insˇtanciami org.primefaces.model.TreeNode. Na to, aby
sme mohli vytvorit’ Tree, najskoˆr musı´me definovat’ jeho korenˇ (root). Potom moˆzˇeme
vytvorit’jednotlive´ uzly stromu, ktore´ priradı´me korenˇu, alebo uzˇ vytvorene´mu uzlu.
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Obr. 13: Uka´zˇka tree z aplika´cie
TreeNode root = new DefaultTreeNode(”Root”, null);
TreeNode probNode = new DefaultTreeNode(”problem”, problem, root); //typ, da´ta, rodicˇ
TreeNode incNode = new DefaultTreeNode(”incident”, incident, probNode);
<p:tree id=”fooTree” value=”#{fooBean.root}” var=”node”>
<p:treeNode type=”problem” icon=”ui−icon−bullet”>
<h:outputText value=”#{node}” />
</p:treeNode>
<p:treeNode type=”incident” icon=”ui−icon−radio−off”>
<h:outputText value=”#{node}” />
</p:treeNode>
</p:tree>
Vy´pis 10: Uka´zˇka vytvorenia Tree
TreeNode API sa teda pouzˇı´va na vytvorenie modelu, ktory´ pozosta´va z insˇtanciı´
rg.primefaces.model.TreeNode a <p:treeNode> tag zasa reprezentuje komponent typu org
.primefaces.component.tree.UITreeNode. TreeNode priradzujeme konkre´tnemu <p:treeNode
> pomocou na´zvu typu. Vid’. uka´zˇka 10.
Nedynamicky´ Tree
Rozbal’ovanie uzlov prebieha na strane klienta, takzˇe na zacˇiatku sa strom vykreslı´
a posˇlu´ sa klientovi da´ta o vsˇetky´ch uzloch. Tento typ stromu je vhodny´ pre relatı´vne
maly´ rozsah da´t a poskytuje ry´chlu interakciu s pouzˇı´vatel’om. Ked’zˇe sa klientovi posˇlu´
vsˇetky da´ta (aj uzlov, ktore´ nie su´ rozbalene´) tak tento typ nie je vhodny´ pre spracovanie
rozsiahlych da´t.
Dynamicky´ Tree
Pouzˇı´va AJAX, aby nacˇı´taval uzly postupne zo strany serveru. V porovnanı´ s rozba-
l’ovanı´m uzlov na strane klienta ma´ dynamicky´ strom vy´hodu pri pra´ci s rozsiahlymi
da´tami, pretozˇe sa pri inicializa´cii posˇle klientovi len korenˇ a jeho deti. Inicializa´cia zvy-
sˇny´ch uzlov prebieha pomocou lazy loadingu, takzˇe pri rozbalenı´ uzla sa posˇlu´ len deti
tohto uzla, nie cely´ strom.
Viacero typov TreeNode v jednom Tree
Je bezˇnou pozˇiadavkou, aby mal strom viacero typov uzlov rozlı´sˇeny´ch pomocou
ikon. Tu´to pozˇiadavku naplnı´me pomocou pouzˇitia viacery´ch typov uzlov a definovania
ich ikon, vid’. uka´zˇka 10
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Vy´ber
Vy´ber uzla je vstavana´ funkcionalita stromu. Strom podporuje tri typy vy´beru :
• single: V rovnakom cˇase moˆzˇe byt’vybrany´ len jeden uzol, prirad’ujeme do premen-
nej typu TreeNode.
• multiple: V rovnakom cˇase moˆzˇe byt’vybrany´ch viacero uzlov, prirad’ujeme do pre-
mennej typu TreeNode[].
• checkbox: V rovnakom cˇase moˆzˇe byt’vybrany´ch viacero uzlov za pomoci checkbo-
xov, prirad’ujeme do premennej typu TreeNode[].
ContextMenu
Tree ma´ sˇpecia´lnu integra´ciu s ContextMenu. Je mozˇne´ priradit’ roˆzne Context-
Menu k roˆznym typom uzlov pomocou atribu´tu nodeType u ContextMenu, v ktorom
urcˇı´me typ uzla pre ktory´ je ContextMenu urcˇene´.
Blizˇsˇı´ popis Tree komponentu je v pouzˇı´vatel’skej prı´rucˇke na prilozˇenom CD.
V pra´ci vyuzˇı´vam Tree na zobrazenie aktua´lne priradeny´ch proble´mov a ich inciden-
tov pri zobrazenı´ detailov technika v modulu problem management. ContextMenu som
pouzˇil tak, aby bolo mozˇne´ zobrazit’detaily incidentu cˇi proble´mu a odpojit’proble´m od
technika.
<p:panel id=”treeViewPanel” header=”Assigned problems and related incidents”>
<p:tree id=”treeTechView” value=”#{probManageBean.root}” var=”node” selectionMode=”single”
selection=”#{probManageBean.selectedNode}”>
<p:treeNode type=”problem” icon=”ui−icon−bullet”>
<h:outputText value=”#{node}” />
</p:treeNode>
<p:treeNode type=”incident” icon=”ui−icon−radio−off”>
<h:outputText value=”#{node}” />
</p:treeNode>
</p:tree>
<p:contextMenu for=”:frmTechView:treeTechView” nodeType=”problem”>
<p:menuitem value=”Description” icon=”ui−icon−search” ajax=”true” actionListener=”#{
probManageControllerBean.displayDescription()}” update=”:frmTechView:descTreePanel
”/>
<p:menuitem value=”Unassign” icon=”ui−icon−close” ajax=”true” actionListener=”#{
probManageControllerBean.unassignProblemFromTech()}” update=”:
frmMainProbManage:tblProbMain,:frmTechView:treeTechView,:frmMainProbManage:
tblTechs” />
</p:contextMenu>
<p:contextMenu for=”:frmTechView:treeTechView” nodeType=”incident”>
<p:menuitem value=”Description” icon=”ui−icon−search” ajax=”true” actionListener=”#{
probManageControllerBean.displayDescription()}” update=”:frmTechView:descTreePanel
”/>
</p:contextMenu>
</p:panel>
Vy´pis 11: Tree - facelet
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Inicializa´cia tohto stromu potom prebieha pri otvorenı´ dialo´gu, v ktorom sa nacha´dza.
V podstate zistı´m proble´my, ktore´ su´ priradene´ dane´mu technikovi a vytvorı´m z nich uzly
stromu typu problem, za´rovenˇ pre kazˇdy´ proble´m na´jdem su´visiace incidenty a vytvorı´m
uzly typu incident, ktore´ priradı´m uzlu dane´ho proble´mu.
public void initializeNodes () {
// ...
if (problemManageBean.getSelectedTechs() != null && problemManageBean.getSelectedTechs().
length == 1) {
problemManageBean.setRoot(new DefaultTreeNode(”Root”, null));
TreeNode root = problemManageBean.getRoot();
ArrayList<DTOProblem> techsProblems = techsToProblemEJB.findProblemsByTechId(
problemManageBean.getSelectedTechs()[0].getUser id());
ArrayList<DTOIncident> problemsIncidents = null;
for (DTOProblem problem : techsProblems) {
TreeNode probNode = new DefaultTreeNode(”problem”, problem, root);
problemsIncidents = incidentEJB.getRelatedIncidents(problem.getProblem id());
for (DTOIncident incident : problemsIncidents) {
TreeNode incNode = new DefaultTreeNode(”incident”, incident, probNode);
}
}
// ...
}
Vy´pis 12: Tree - inicializa´cia
Pri odpojenı´ proble´mu od technika zı´skam oznacˇeny´ uzol, extrahujem z neho da´ta, ktore´
pretypujem na proble´m, ten odstra´nim z DB a rovnako ho odoberiem aj zo stromu spolu
s jeho potomkami.
public void unassignProblemFromTech() {
TreeNode selectedNode = problemManageBean.getSelectedNode();
Object data = selectedNode.getData();
techsToProblemEJB.unassignProblemFromTech(problemManageBean.getSelectedTechs()[0].
getUser id(), ((DTOProblem) data).getProblem id());
selectedNode.getChildren().clear() ;
selectedNode.getParent().getChildren().remove(selectedNode);
selectedNode.setParent(null);
selectedNode = null;
problemManageBean.setSelectedNode(selectedNode);
}
Vy´pis 13: Tree - odobratie uzlu
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6.1.3 PickList
Obr. 14: Uka´zˇka PickList z aplika´cie
PickList sa pouzˇı´va na presu´vanie da´t z jednej kolekcie do druhej. Na to, aby sme
ho mohli pouzˇit’, musı´me implementovat’model org.primefaces.model.DualListModel. Tento
model pozosta´va z dvoch listov , listu zdroja a ciel’a. K jednotlivy´m listom pristupujeme
pomocou meto´d DualListModel.getSource() a DualListModel.getTarget().
POJOs
Na to, aby sme v PickListe mohli pouzˇı´vat’ POJO musı´me implementovat’vlastny´
Converter, ktory´ prevedie hodnotu objektu na String a naopak. Converter by mal imple-
mentovat’ javax.faces.convert.Converter a jeho getAsString, getAsObject meto´dy. Ak by sme
chceli zobrazit’zlozˇitejsˇı´ obsah, ako napr. obra´zky moˆzˇeme pouzˇit’<p:column>.
Nadpisy
Nadpisy pre ciel’ovy´ a zdrojovy´ list definujeme pomocou facet s menom sourceCaption
a targetCaption;
Blizˇsˇı´ popis PickListu je opa¨t’v prı´rucˇke v prı´lohe.
V pra´ci pouzˇı´vam PickList pri edita´cii pra´v rolı´.
<p:pickList id=”actionPickList ” value=”#{roleManageBean.actions}” var=”action” converter=”#{
actionConverter}” itemValue=”#{action}” itemLabel=” #{action.action name} − #{action.
action id}”>
<f:facet name=”sourceCaption”>Available</f:facet>
<f:facet name=”targetCaption”>Assigned</f:facet>
</p:pickList>
Vy´pis 14: PickList - facelet
Inicializa´cia DualListModel pre PickList:
relatedActions = new ArrayList<DTOActions>();
availableActions = new ArrayList<DTOActions>();
actions = new DualListModel<DTOActions>(availableActions, relatedActions);
Vy´pis 15: PickList - inicializa´cia DualListModel pre PickList
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Pred samotnou edita´ciou je treba naplnit’ DualListModel(obsahuje priradene´ akcie a
ostatne´ dostupne´ akcie) hodnotami. Zistı´m ake´ akcie su´ priradene´ k danej roli a potom
podl’a toho naplnı´m DualListModel.
public void loadActions() {
DTORole role = roleManageBean.getSelectedRole();
roleManageBean.setRelatedActions((ArrayList<DTOActions>) role.getActions());
}
public void prepareEdit() {
// ...
loadActions();
roleManageBean.setAvailableActions(roleEJB.getAvailableActions(roleManageBean.
getSelectedRole()));
ArrayList<DTOActions> tempAct = (ArrayList<DTOActions>) roleManageBean.
getRelatedActions().clone();
roleManageBean.setRelatedActionsForEdit(tempAct);
roleManageBean.setActions(new DualListModel<DTOActions>(roleManageBean.
getAvailableActions(),roleManageBean.getRelatedActionsForEdit()));
// ...
}
Vy´pis 16: PickList - naplnenie DualListu
6.2 Zaujı´mave´ cˇasti implementa´cie
6.2.1 Login
Vyriesˇit’prihla´senie pouzˇı´vatel’a do aplika´cie nie je zlozˇite´. Stacˇı´ overit’, cˇi sa pouzˇı´vatel’
so zadany´mi prihlasovacı´mi u´dajmi nacha´dza v DB a ak a´no, tak inicializujem jeho pra´va
resp. akcie na za´klade jeho roly a ulozˇı´m ho dosession, inak sa zobrazı´ chybove´ hla´senie.
public String login () {
FacesMessage msg = null;
DTOUser tempUser = loginEJB.userLogin(username);
if (tempUser != null && passwordMatch(password, tempUser.getUser password())) {
loginBean.setUser(tempUser);
FacesContext.getCurrentInstance().getExternalContext().getSessionMap().put(AUTH KEY,
loginBean.getUser());
if (! loginBean.getUser().isAdmin()) {
loginBean.getUser().setActionsBasedOnRole(loginEJB.initializeActions(loginBean.
getUser()));
}
return ” restricted /mainInterface.xhtml?faces−redirect=true”;
}
msg = new FacesMessage(FacesMessage.SEVERITY WARN, ”Login Error”, ”Invalid
credentials”);
FacesContext.getCurrentInstance().addMessage(null, msg);
return null ;
}
Vy´pis 17: Uka´zˇka implementa´cie login meto´dy
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Proble´m je v tom, zˇe potrebujeme zarucˇit’, zˇe z jedne´ho u´cˇtu moˆzˇe byt’su´cˇasne prihla´-
seny´ len jeden pouzˇı´vatel’. Teda, ak je prihla´seny´ pouzˇı´vatel’ z u´cˇtu X a prihla´si sa z tohto
u´cˇtu d’alsˇı´ pouzˇı´vatel’, potrebujeme tomu prve´mu zrusˇit’ session. Z bezpecˇnostny´ch
doˆvodov vsˇak nie je umozˇnene´ zrusˇit’ session z inej session (vzdialene). Riesˇenie
tohto proble´mu je, zˇe musı´me mat’ ulozˇene´ vsˇetky aktı´vne sessions a ich prihla´se-
ny´ch pouzˇı´vatel’ov v nejakom static atribu´te, ktory´ je dostupny´ pre kazˇde´ho pouzˇı´vatel’a
(v kazˇdej session). Vhodny´m typom pre reprezenta´ciu tohto objektu je HashMap, kde
bude pouzˇı´vatel’vystupovat’ako kl’u´cˇ a jeho session ako hodnota. Tu´to HashMap ucho-
va´me v triede reprezentuju´cej pouzˇı´vatel’a. Teraz potrebujeme pri prihla´senı´ pouzˇı´vatel’a
(vytvorenı´ session) zistit’, cˇi sa uzˇ nacha´dza v tejto HashMap alebo nie. Ak sa nacha´-
dza, tak ho z nej odstra´nime a zrusˇı´me jeho ulozˇenu´ session (je to mozˇne´ pretozˇe k
nej pristupujeme loka´lne). Pri odhla´senı´ pouzˇı´vatel’a (zrusˇenı´ jeho session) ho uzˇ len
stacˇı´ odstra´nit’z HashMap. Potrebujeme teda reagovat’na udalosti vytvorenia session a
zrusˇenia session. Presne to na´m umozˇnˇuju´ meto´dy valueBound(HttpSessionBindingEvent
event) a valueUnbound(HttpSessionBindingEvent event) rozhrania HttpSessionBindingListener,
pricˇom valueBound meto´da sa vola´ pri vznikusession a naopak meto´da valueUnbound pri
jej zrusˇenı´. Trieda reprezentuju´ca pouzˇı´vatel’a teda bude implementovat’ toto rozhranie,
pricˇom v spomenuty´ch meto´dach definuje opı´sanu´ funkcˇnost’.
public interface DTOUser extends Serializable, Cloneable, HttpSessionBindingListener {
// ...
}
public class User implements DTOUser {
// ...
private static Map<User, HttpSession> logins = new HashMap<User, HttpSession>();
@Override
public void valueBound(HttpSessionBindingEvent event) {
HttpSession session = logins.remove(this);
if (session != null) {
session. invalidate () ;
}
logins .put(this , event.getSession());
}
@Override
public void valueUnbound(HttpSessionBindingEvent event) {
logins .remove(this);
}
@Override
public boolean equals(Object other) {
return (other instanceof User) && (user name != null) ? user name.equals(((User) other).
user name) : (other == this);
}
@Override
public int hashCode() {
return (user name != null) ? (this .getClass().hashCode() + user name.hashCode()) : super.
hashCode();
}
}
Vy´pis 18: Uka´zˇka implementa´cie HttpSessionBindingListener
40
6.2.2 Bezpecˇnost’
Hesla´
Prva´ vec, ktoru´ som ohl’adom bezpecˇnosti riesˇil bol spoˆsob uchova´vania hesiel v DB.
Samozrejme nie je prı´lisˇ bezpecˇne´ uchova´vat’ heslo v takom tvare, v akom ho zada´ po-
uzˇı´vatel’, teda naprı´klad ulozˇit’ priamo ret’azec „mojeBezpecneHeslo123“ nie je najlepsˇı´
na´pad. Ak by sa v takomto prı´pade stalo, zˇe potencia´lny u´tocˇnı´k by zı´skal prı´stup k DB,
poznal by vsˇetky u´daje, teda napr. pouzˇı´vatel’ske´ meno, email, heslo, a ine´. Proble´m je
v tom, zˇe takto by nezı´skal prı´stup len k u´cˇtu pouzˇı´vatel’a v mojej aplika´cii ale taktiezˇ
s vysokou pravdepodobnost’ou aj k iny´m sluzˇba´m, ktore´ dany´ pouzˇı´vatel’ vyuzˇı´va, ako
napr. email. Treba si uvedomit’, zˇe je to viac nezˇ mozˇne´, pretozˇe va¨cˇsˇina l’udı´ pouzˇı´va
rovnake´ heslo vo viacery´ch sluzˇba´ch, ak nie vo vsˇetky´ch.
Heslo preto treba uchovat’ v takej podobe, aby ho pri prı´padnom u´niku databa´ze
nemohol u´tocˇnı´k zneuzˇit’, cˇi rozsˇifrovat’. K tomuto u´cˇelu slu´zˇi hashovanie. Je to postup
pri ktorom sa u´daje zasˇifruju´ pomocou hashovacej funkcie. Sˇifrovanie je v tomto prı´-
pade jednosmerne´, cˇizˇe zasˇifrovane´ u´daje sa nedaju´ rozsˇifrovat’, aj keby sme poznali
hashovaciu funckiu. Zahashovane´ u´daje vsˇak tiezˇ nemusia byt’ vzˇdy bezpecˇne´, naprı´-
klad pri pouzˇitı´ MD5 hashovania bez pouzˇitia tzv. salt (na´hodny´ ret’azec pridany´ k
hashovane´mu ret’azcu pred samotny´m hashovanı´m) je mozˇne´ zı´skat’ poˆvodny´ ret’azec
za pomoci tzv. Rainbow table (brute force u´tok). O hashovanı´ by sa dala napı´sat’cela´
kapitola avsˇak to nie je u´cˇelom tejto pra´ce. Na za´ver len uvediem, zˇe na zahashovanie
hesiel som zvolil jBCrypt, cˇo je Java implementa´cia kryptografickej hashovacej funkcie
zalozˇenej na sˇifre Blowfish. Pre va¨cˇsˇie zabezpecˇenie by bolo esˇte vhodne´ pouzˇit’HTTPS
pri prihlasovanı´. [29]
V na´vrhu riesˇenia som uviedol, zˇe je potrebne´ obmedzit’ prı´stupnost’ k jednotlivy´m
cˇastiam IS na za´klade rolı´, resp. akciı´, ktore´ rola obsahuje. Taktiezˇ ma´ byt’ IS dostupny´
len prihla´seny´m pouzˇı´vatel’om. Ponu´ka sa teda mozˇnost’vyuzˇit’tzv. container mana-
ged security, ktoru´ poskytuje aplikacˇny´ server. Pri pouzˇitı´ tejto meto´dy definujeme v
deployment descriptoru web.xml jednotlive´ roly a k nim povolene´ web stra´nky.[3]
Treba vsˇak mysliet’ na to, zˇe v nasˇom prı´pade rola nema´ pevne dane´ pra´va (Super ad-
min ich moˆzˇe menit’) a taktiezˇ moˆzˇu byt’vytvorene´ roly u´plne nove´. Pre tieto sˇpecificke´
pozˇiadavky je lepsˇie vyuzˇit’ Filter .
Filter
Pozˇadovane´ opra´vnenia (akcie) k jednotlivy´m web stra´nkam som ulozˇil do databa´zovej
tabul’ky. Uchova´vam ich potom v @ApplicationScoped @ManagedBean(eager=”true”) (ini-
cializuje sa pri sˇtarte aplika´cie), cˇizˇe su´ inicializovane´ len raz a dostupne´ pocˇas behu
celej aplika´cie. Vo filtry potom moˆzˇeme zabezpecˇit’prı´stup do IS len prihla´seny´m pou-
zˇı´vatel’om, prı´stup k jednotlivy´m web stra´nkam len pouzˇı´vatel’om, ktorı´ maju´ pra´vo tu´to
stra´nku zobrazit’a presmerovanie pouzˇı´vatel’a v prı´pade, zˇe vyprsˇı´ jeho session.
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// ...
if (session != null) {
key = session.getAttribute (LoginBean.AUTH KEY);
if (!( key instanceof DTOUser)) {
response.sendRedirect(request.getContextPath() + ”/index.xhtml”);
} else if (! ajax && validationRequired(request)) {
user = (DTOUser) session.getAttribute(LoginBean.AUTH KEY);
if (! user.isAdmin()) {
ServletContext context = request.getServletContext();
urlActions = (PopulateSupportBean) context.getAttribute(”populateBean”);
String url = request.getRequestURL().toString();
String urlPart = url .substring( url . lastIndexOf( ’ / ’ ) + 1);
if (urlActions .getActionsToUrl().containsKey(urlPart)) {
int action id = urlActions .getActionsToUrl().get( urlPart ) ;
if (! user.getActionsBasedOnRole().containsKey(action id)) {
response.sendRedirect(”../mainInterface.xhtml”);
}
}
}
chain. doFilter (req, resp);
} else {
chain. doFilter (req, resp);
}
} else if (session == null) {
if (ajax) {
response.getWriter(). print (xmlAjaxRedirectToPage(request, ”/index.xhtml?reason=
expired”));
response.flushBuffer() ;
} else {
response.sendRedirect(request.getContextPath() + ”/index.xhtml?reason=expired
”);
}
}
// ...
Vy´pis 19: Uka´zˇka implementa´cie hlavnej logiky Filtra
Funkcˇnost’ Filtra je teda nasleduju´ca : Ak existuje session, tak z nej zı´skam pouzˇı´vatel’a
(na za´klade kl’u´cˇa definovane´ho v LoginBean). Ak pouzˇı´vatel’ nie je null a za´rovenˇ je
insˇtanciou triedy DTOUser, tak zistı´m cˇi sa nejedna´ o AJAX request a cˇi je valida´cia
pra´v potrebna´. Pokracˇujem ty´m, zˇe zı´skam pouzˇı´vatel’a zo session. Ak pouzˇı´vatel’ nie
je admin, tak nacˇı´tam jednotlive´ url adresy a k nim pozˇadovane´ akcie zo spomı´nanej
eager bean a taktiezˇ zistı´m url adresu ku ktorej chce pouzˇı´vatel’ pristu´pit’. Ak sa dana´ url
adresa nacha´dza medzi adresami ku ktory´m je potrebna´ akcia, tak zistı´m id tejto akcie a
overı´m, cˇi pouzˇı´vatel’ove opra´vnenia na za´klade roly obsahuju´ tu´to akciu. Ak su´ vsˇetky
podmienky splnene´, tak je pouzˇı´vatel’presmerovany´ na stra´nku ku ktorej chcel pristu´pit’.
Ak nie su´ podmienky splnene´, tak je presmerovany´ na domovsku´ stra´nku.
42
SQL Injection
Dˇalsˇou potencia´lnou hrozbou je SQL Injection. Na to, aby som zabra´nil tomuto typu
u´toku pouzˇı´vam parametrizovane´ dotazy. Proble´m nasta´va u dynamicky generovanej
WHERE cˇasti pri aplikovanı´ filtrov z Primefaces DataTable. Vyriesˇil som to tak, zˇe
potencia´lne nebezpecˇny´ znak ’ v ret’azci zı´skanom z filtra nahradı´m za ”, ty´m pa´dom sa
nemoˆzˇe stat’, zˇe by sa u´tocˇnı´k dostal mimo stringovej cˇasti v DB procedu´re a vykonal
nejaky´ SQL dotaz.
6.2.3 Vy´nimky
V deployment descriptoru web.xml sme schopny´ definovat’tzv. <error−page>. Je to
stra´nka na ktoru´ bude pouzˇı´vatel’ presmerovany´ po tom cˇo nastane sˇpecificky´ typ chyby,
ktory´ sme taktiezˇ definovali.
<error−page>
<exception−type>javax.faces.application.ViewExpiredException</exception−type>
<location>/error.xhtml</location>
</error−page>
Vy´pis 20: Pridanie error page od web.xml
Tento postup je vcelku jednoduchy´, avsˇak <error−page> nespracu´va AJAX requesty.
Na to, aby sme mohli odchyta´vat’vy´nimky z AJAX requestov musı´me vytvorit’vlastnu´
ExceptionHandlerFactory. Postupujeme nasledovne :
Najskoˆr treba definovat’vlastny´ ExceptionHandler, ktory´ implementuje
ExceptionHandlerWrapper. Najdoˆlezˇitejsˇia meto´da je handle() v ktorej prebieha spraco-
vanie vy´nimky, vid’. d’alsˇia strana.
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@Override
public void handle() throws FacesException {
Iterable<ExceptionQueuedEvent> events = this.wrapped.
getUnhandledExceptionQueuedEvents();
for ( Iterator <ExceptionQueuedEvent> it = events.iterator(); it.hasNext();) {
ExceptionQueuedEvent event = it.next();
ExceptionQueuedEventContext eqec = event.getContext();
if (eqec.getException() instanceof ViewExpiredException) {
FacesContext context = eqec.getContext();
NavigationHandler navHandler = context.getApplication().getNavigationHandler();
try {
navHandler.handleNavigation(context, null, ”index.xhtml?faces−redirect=true&
reason=expired”);
} finally {
it .remove();
}
} else {
FacesContext context = eqec.getContext();
NavigationHandler navHandler = context.getApplication().getNavigationHandler();
try {
logger.addHandler(LogProvider.fh);
logger.log(Level.SEVERE, ”Uncaugh exception”, eqec.getException());
navHandler.handleNavigation(context, null, ”/error .xhtml?faces−redirect=true”);
} finally {
it .remove();
}
}
}
this .wrapped.handle();
}
Vy´pis 21: ExceptionHandler - meto´da handle()
Moˆzˇeme tu vykonat’ potrebne´ akcie pre kazˇdy´ typ vy´nimky, ktory´ chceme spra-
covat’. Dˇalej vytvorı´me ExceptionHandlerFactory, ktora´ bude pouzˇı´vat’ nami definovany´
ExceptionHandler.
public class CustomExceptionHandlerFactory extends ExceptionHandlerFactory {
private ExceptionHandlerFactory base;
public CustomExceptionHandlerFactory(ExceptionHandlerFactory base) {
this .base = base;
}
@Override
public ExceptionHandler getExceptionHandler() {
return new CustomExceptionHandler(base.getExceptionHandler());
}
}
Vy´pis 22: ExceptionHandlerFactory
Nakoniec nasˇu ExceptionHandlerFactory musı´me pridat’do faces-config.xml, pre-
tozˇe JSF 2.0 neposkytuje anota´ciu na definovanie ExceptionHandlerFactory. [3]
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<factory>
<exception−handler−factory>supportClasses.exceptionHandling.
CustomExceptionHandlerFactory</exception−handler−factory>
</factory>
Vy´pis 23: Definı´cia ExceptionHandlerFactory vo faces-config.xml
6.3 Proble´my a ich riesˇenia
Pocˇas pra´ce som narazil na viacero proble´mov. V tejto cˇasti uvediem niektore´ z nich.
Vlastna´ EL funkcia
Jedny´m z proble´mov bolo, zˇe ak pouzˇı´vatel’ zadal prı´lisˇ dlhy´ ret’aze napr. ako nadpis
incidentu, stl´pec tabul’ky sa deformoval a prispoˆsobil dl´zˇke textu. Riesˇenı´m bolo, zˇe som
si vytvoril vlastnu´ EL funkciu, ktora´ dlhy´ text orezˇe na za´klade pozˇiadavky na dl´zˇku a
prida´ „...“. Postup vytvorenia funkcie je nasleduju´ci:
Najskoˆr vytvorı´me final triedu, ktora´ bude obsahovat’public static funkciu na orezanie
textu.
public final class Functions {
private Functions() {
}
public static String ellipsis (String text , int maxLength) {
text = text . trim () ;
return ( text . length() > maxLength) ? text.substring(0, maxLength − 1) + ”...” : text ;
}
}
Vy´pis 24: Trieda obsahuju´ca implementa´ciu EL funkcie
Dˇalej musı´me v adresa´ri WEB-INF vytvorit’taglib pre nasˇu funkciu, aby sme ju boli
schopnı´ pouzˇı´vat’z EL.
<?xml version=”1.0” encoding=”UTF−8”?>
<facelet−taglib
xmlns=”http: // java.sun.com/xml/ns/javaee”
xmlns:xsi=”http: // www.w3.org/2001/XMLSchema−instance”
xsi:schemaLocation=”http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web−
facelettaglibrary 2 0.xsd”
version=”2.0”>
<namespace>http://itil.bakalarka.com/functions</namespace>
<function>
<function−name>ellipsis</function−name>
<function−class>supportClasses.Functions</function−class>
<function−signature>String ellipsis(java.lang.String , int )</function−signature>
</function>
</facelet−taglib>
Vy´pis 25: Definı´cia vlastnej taglib.xml
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Tu´to taglib esˇte musı´me pridat’do web.xml.
<context−param>
<param−name>javax.faces.FACELETS LIBRARIES</param−name>
<param−value>/WEB−INF/functions.taglib.xml</param−value>
</context−param>
Vy´pis 26: Pridanie taglib do web.xml
Teraz je mozˇno funkciu pouzˇı´vat’vo faceletoch, stacˇı´ len definovat’nami vytvoreny´
menny´ priestor.
xmlns:func=”http :\// itil .bakalarka.com/functions”
<p:column id=”titleColumn” style=”width: 150px” headerText=”Title” sortBy=”#{dataItem. inc title }”
filterBy =”#{dataItem. inc title }”>
<h:outputText value=”#{func:ellipsis (dataItem. inc title , 15)}” />
</p:column>
Vy´pis 27: Pouzˇitie funkcie z vlastnej taglib vo facelete
Kontrola pra´v pouzˇı´vatel’a vo filtry
Pri kontrole pra´v pouzˇı´vatel’a vo filtry , by bolo zbytocˇne´ tieto pra´va kontrolovat’ pre
kazˇdy´ request. Nie je potrebne´ kontrolovat’ pra´va pre requesty, ktore´ smeruju´ na
rovnaku´ stra´nku z ktorej prisˇli, pre requesty smeruju´ce na index.xhtml a taktiezˇ pre
AJAX requesty.
Najjednoduchsˇı´m spoˆsobom ako zistit’, cˇi sa jedna´ o AJAX request by bolo zı´s-
kat’ FacesContext a pouzˇit’ meto´du isAjaxRequest() na PartialView. FacesContext vsˇak moˆ-
zˇeme pouzˇı´vat’ iba u JSF komponentov (napr. PhaseListener) a ty´m Filter nie je. Pre
<p:ajax> requesty sa prida´va do hlavicˇky requestu x−requested−with informa´cia, zˇe ide o
XMLHttpRequest - AJAX request.
if (request.getHeader(”x−requested−with”) != null && request.getHeader(”x−requested−with”).
equalsIgnoreCase(”XMLHttpRequest”)) {
ajax = true;
}
Vy´pis 28: Zistenie ajax requestu
Zistenie, cˇi request smeruje na index.xhtml alebo cˇi sa jedna´ o request z rovnakej
stra´nky je potom jednoduche´ :
private boolean validationRequired(HttpServletRequest request) {
String urlTo = request.getRequestURL().toString();
String urlFrom = request.getHeader(”referer”);
if (urlTo .equals(urlFrom) || request.getContextPath().endsWith(”index.xhtml”)) {
return false;
} else {
return true;
}
Vy´pis 29: Overenie requestu
46
Taktiezˇ musı´me zabra´nit’ nacˇı´tavaniu stra´nok z cache prehliadacˇa. Musia sa nacˇı´tavat’
vzˇdy zo serveru, aby bola zarucˇena´ aktua´lnost’obsahu.
if (! request.getRequestURI().startsWith(request.getContextPath() + ResourceHandler.
RESOURCE IDENTIFIER)) { // Vynecha´me zdroje JSF (CSS/JS/Images/a ine´)
response.setHeader(”Cache−Control”, ”no−cache, no−store, must−revalidate”); // HTTP 1.1.
response.setHeader(”Pragma”, ”no−cache”); // HTTP 1.0.
response.setDateHeader(”Expires”, 0); // Proxies.
}
Vy´pis 30: Zabra´nenie nacˇı´tavania stra´nok z cache
Converter pre akcie
Pri vytva´ranı´ Convertera pre akcie som mal proble´m s nacˇı´tanı´m akciı´ z databa´ze. Ak som
vyuzˇil pre definovanie Convertera anota´ciu @FacesConverter nemohol som injektnu´t’EJB
pomocou anota´cie @EJB. EJB je mozˇne´ injektovat’ len v @ManagedBean, takzˇe som bol
nu´teny´ pouzˇit’tu´to anota´ciu a potom definovat’Converter v PickListe pomocou EL:
<p:pickList id=”actionPickList ” value=”#{roleManageBean.actions}” converter=”#{
actionConverter}” />
Vy´pis 31: Pouzˇitie Convertera ako @ManagedBean v EL
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7 Za´ver
O tvorbu webovy´ch aplika´ciı´ v Jave, presnejsˇie o technolo´giu JSF, som sa z cˇasti zaujı´mal
uzˇ pred touto pra´cou. Pocˇas tvorby pra´ce som vsˇak prenikol do tejto problematiky ovel’a
hlbsˇie. Zı´skal som mnoho novy´ch znalostı´ nie len z oblasti Java EE a JSF 2.0, ale aj
iny´ch technolo´giı´ a frameworkov, ako napr. jQuery, AJAX, CSS, cˇi HTML. Taktiezˇ
som sa zozna´mil so za´kladmi sˇifrovania a bezpecˇnosti webovy´ch aplika´ciı´. Najva¨cˇsˇı´m
prı´nosom vsˇak pre mnˇa bolo osvojenie si znalostı´ ohl’adom frameworku Primefaces.
Ra´d by som sa sˇtu´diu Primefaces (a JSF 2.0) venoval aj nad’alej, pretozˇe poskytuje
naozaj bohate´ portfo´lio komponentov a v su´cˇasnosti sa jedna´ o jeden z najzˇiadanejsˇı´ch
JSF 2.0 frameworkov na trhu. Proble´my (a ich riesˇenia), na ktore´ som narazil pocˇas
tvorby tejto pra´ce ma taktiezˇ motivovali k tomu, aby som zacˇal aktı´vne prispievat’svojimi
vedomost’ami na stra´nkach Stackoverflow4.
Do budu´cna mi napada´ mnozˇstvo vylepsˇenı´, ktore´ by som chcel do aplika´cie zakom-
ponovat’, napr. detailne´ spracovanie sˇtatistı´k pre jednotlive´ skupiny, ako pocˇty pouzˇı´va-
tel’ov, incidentov, proble´mov, prehl’ad vzniku incidentov v cˇase a pod. Sˇtatistiky budu´
spracovane´ v tabul’kovej forme ale taktiezˇ vo forme grafov, pre va¨cˇsˇiu prehl’adnost’. Dˇalej
by som ra´d vylepsˇil spracu´vanie filtrov tabuliek, zamenil cˇiste´ JDBC za JPA, implemen-
toval tlste´ho klienta s pomocou webovy´ch sluzˇieb a pod. Treba tiezˇ doplnit’ lokaliza´ciu.
Zˇiadna aplika´cia nie je dokonala´ a vzˇdy je cˇo vylepsˇovat’, preto by som ra´d vo vy´voji
pokracˇoval a vyuzˇil tu´to aplika´ciu aj ako za´klad pre moju diplomovu´ pra´cu.
Konsˇtatujem, zˇe pozˇiadavky zadania boli splnene´, pocˇas pra´ce som vyriesˇil vsˇetky
va¨cˇsˇie komplika´cie a prehl´bil si vedomosti v oblasti viacery´ch technolo´giı´. Pra´cu teda pre
mnˇa hodnotı´m ako vel’mi prı´nosnu´.
Na za´ver by som chcel povedat’, zˇe podl’a moˆjho na´zoru ma´Primefaces a technolo´gia
JSF vsˇeobecne pred sebou esˇte vel’ku´ budu´cnost’, pretozˇe webove´ aplika´cie zohra´vaju´ a
urcˇite aj budu´ zohra´vat’doˆlezˇitu´ u´lohu, cˇi uzˇ v oblasti automatiza´cie biznis procesov alebo
inej.
Martin Gajdicˇiar
4Jedna´ sa o stra´nku kde si programa´tori vza´jomne poma´haju´ pri riesˇenı´ roˆznych proble´mov
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A Doplnˇuju´ce obra´zky a diagramy
Obra´zky, ktore´ by svojou vel’kost’ou preka´zˇali v texte.
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Obr. 15: Uka´zˇka GUI syste´mu
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Obr. 16: Sekvencˇny´ diagram pre DAO Factory
Obr. 17: Triedny diagram Abstract DAO Factory
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Obr. 18: Sekvencˇny´ diagram Abstract DAO Factory
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Obr. 19: ER Diagram
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Obr. 20: Java class diagram: Priradene´ proble´my - zjednodusˇeny´
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Obr. 21: Java class diagram: Vytvorenie proble´mu - zjednodusˇeny´
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Obr. 22: Java class diagram: Histo´ria proble´mov - zjednodusˇeny´
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B Obsah prilozˇene´ho CD
CD obsahuje priecˇinky:
• BPText - Text bakala´rskej pra´ce vo forma´te PDF
• SQLScripts - SQL skripty potrebne´ na vytvorenie DB tabuliek, procedu´r a triggerov
• PromoVid - Kra´tke prezentacˇne´ video s uka´zˇkovou funkcˇnost’ou syste´mu
• ProjectNB - NetBeans IDE projekt aplika´cie
• OverviewRolesModules - prehl’ad vsˇetky´ch akciı´ rolı´ a jednotlivy´ch modulov
• Diagrams - roˆzne diagramy (Use case, triedne, ...)
• UserGuide - pouzˇı´vatel’ska´ prı´rucˇka pre Primefaces
• Screenshots - screenshoty syste´mu, prierez vy´vojom
• AdditionalLibraries - potrebne´ knizˇnice k aplika´cii
