Introduction
Spatial data gives representation to features on earth. To accomplish this three data types are used: polygons, points and lines. Polygons describe a geographical area, such as the geopolitical boundaries of a country; points describe features represented by a single set of GPS coordinates, such as the location of a dwelling unit; and lines describe features such as the path of a road. Spatial data is most commonly stored in vector data format called a shapefile. A shapefile is a relational database that consists of multiple tables connected by a primary key (identifier). Each of the component tables have their own distinct data structure and file format. Traditionally, shapefiles are manipulated using Geographical Information System (GIS) software. gpsbound allows users to work with GPS coordinates and related information in Stata by manipulating selective components of the shapefile relational database.
Frequently, Stata datasets contain GPS coordinates for objects of interest (e.g. dwelling units, establishments), but do not have information about the geographical areas (polygons) into which those GPS coordinates fall. gpsbound is a routine in Stata that allows information from the attribute table of a userprovided polygon shapefile to be imported as new variables into the open (master) Stata dataset for each latitude and longitude pair. It also allows users to check that the GPS coordinates lie within a polygon of interest (e.g. enumerator areas, primary sampling units, suburb or county, city, country). If the GPS coordinates lie outside the polygon of interest, the algorithm treats those coordinates as errors of measurement and fails to import any data from the attribute table for affected points. This allows users to identify incorrect coordinates immediately which is useful for further diagnostic (and possibly data collection) work.
Before the introduction of gpsbound the process to import spatial data into Stata required a user to export their GPS coordinates of interest out of Stata into a text file, then import the text file into GIS software and convert the data into a point shapefile representing the GPS coordinates of interest. The user would then have to open a polygon shapefile in the GIS software and perform a spatial join between the point and the polygon shapefiles in order to link the points of interest to the attribute data of the polygon shapefile. These attribute table results would then need to be exported by the GIS software into a text file and imported by Stata for analysis.
With the introduction of gpsbound this process is no longer required. The user can simply specify the variables that contain decimal degree GPS coordinates and the file location of a polygon shapefile in decimal degree units, to which the coordinates need to be mapped. The algorithm will then perform the spatial join and import the relevant attribute data. Consequently, Stata users are no longer required to learn GIS software in order to be able to import geographical data for analysis.
While it was previously possible to import entire shapefiles and attribute tables into Stata using Kevin Crow's shp2data command, gpsbound's contribution is the selective importation of individually identified polygons and attribute data based on the GPS coordinates from a Stata dataset. We envisage this func-
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tionality to have benefits to two types of Stata users: (1) researchers interested in importing the attribute data of polygons for given GPS coordinates; and (2) survey methodologists interested in verifying the location of sampled units (e.g. households, establishments) within selected enumerated areas or primary sampling units, which can be done (if necessary) in field in real time.
2 Practical experience with using gpsbound in a nationally representative longitudinal household survey gpsbound was developed by the authors out of a practical problem that confronted us in the National Income Dynamics Study (NIDS), a nationally representative longitudinal household survey in South Africa. The first three waves of the survey were implemented by the Southern Africa Labour and Development Research Unit (SALDRU) at the University of Cape Town. The GPS coordinates of the dwelling units of respondents were recorded at each wave. The problem that confronted us was that (1) we needed a way to check that the selected dwelling units were indeed the correct ones in terms of the initial sample drawn in the first wave of the survey, and (2) in subsequent waves of the survey, we needed a way to validate that fieldworkers were either (a) revisiting the correct dwelling units, or (b) correctly recording the location of new dwelling units when continuing sample members of the survey had moved to new locations in the country and therefore new dwelling units.
In practical terms, fieldwork for Wave 3 of the survey ended in 2012. There were 9,273 dwelling units with observed GPS coordinates that were located across South Africa. gpsbound was used to (1) verify that the GPS coordinates were correctly recorded in field, and (2) after the completion of fieldwork, to import the geographical information for new dwelling units where previously no geographical information had been stored because they represented the dwelling units of individuals that had moved between waves of the survey.
Running gpsbound for 9,273 dwelling units on a standard PC with latitude and longitude coordinates resulted in the following computational times for different polygon shapefiles:
1. For the enumerator area (EA) shapefile from the South African National Census of 2011, which consisted of 103,576 EA polygons, the algorithm took 302 seconds;
2. For the sub-place shapefile (equivalent in geographical area terms to a suburb or small town), which consisted of 22,108 sub-place polygons, the algorithm took 186 seconds;
3. For the main-place shapefile (equivalent in geographical area terms to a big town or city), which consisted of 14,039 main-place polygons, the algorithm took 196 seconds; 76 seconds; 5. For the provinces shapefile, which consisted of 9 provinces, the algorithm took 310 seconds.
This non-linear trend in computational performance was due to the size of the shapefiles themselves, which differed according to the density of points per polygon.
3 Polygon spatial data and its file structure A polygon shapefile consists of geographically demarcated borders with an attribute table. So, for example, a shapefile may consist of the provincial, city or town borders while the names of each regional unit would be stored in an attribute table. Therefore in order for a shapefile to be classified as such, there needs to be at least three mandatory file formats. (ESRI, 2014):
1. The shapefile (*.shp), which contains the spatial data describing the location of the features (e.g. GPS coordinates);
2. The dBase file (*.dbf), which contains a table of non-spatial attributes of the features (e.g. names of cities);
3. The index file (*.shx), which allows GIS software to effectively navigate the *.shp file.
It should be noted that the *.shp file extension is not the whole shapefile but a single component of the relational database that constitutes a shapefile. Consequently, it cannot be used independently of the other component files. In order to understand how gpsbound functions one needs to understand the different formats and types of data that are contained in the component files in more detail. As gpsbound uses polygon shapefiles we will limit our discussion to these.
The shapefile (*.shp)
Polygon shapefiles contain an index variable which is used as the primary key (identifier), as well as the x and y coordinates for a series of GPS coordinates. It also contains header information for each of the polygons. Polygon header data contains the location of each polygon within the shapefile as well as the number of GPS points that make up a polygon. Finally, it contains the bounding box data, which is the maximum and minimum x and y coordinates.
The dBase file (*.dbf)
The dBase file is a tabular file format containing the attribute data that describe the features of the shapefile as well as the index variable that will act as the primary key (identifier) to link the *.dbf and *.shp files in a one-to-many relationship.
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3.3 The index file (*.shx)
The index file is, in non-technical terms, an indexing file that tells GIS software how to efficiently read the *.shp file. It does this by storing the position of the starting byte of each shapefile element, thus allowing the GIS software to quickly navigate to specific elements within a shapefile without having to process the whole shapefile.
4 The gpsbound command 4.1 Description gpsbound maps decimal degree coordinate points to a decimal degree polygon shapefile. For each set of latitude and longitude coordinates, it returns the attributes of the polygon within which that point lies. An optional variable indicating whether the GPS coordinates were mapped successfully is also returned.
It is important to note that gpsbound works only with decimal degree latitude and longitude coordinates and polygon shapefiles. If the GPS coordinates are in any other format (e.g. degrees-minutes-seconds), they have to be converted to decimal degrees first before gpsbound can be used.
Syntax
The syntax for gpsbound is:
gpsbound using shapefilename if , latitude(varname) longitude (varname) valid(newvarname) prefix(string) keepusing (varlist ) gpsbound requires two inputs: the polygon shapefile and the variable names which contain the latitude and longitude coordinates. The full path and name of the shapefile must be included, including the file suffix (*.shp). An associated dBase (*.dbf) file must also be stored in the same folder path as the shapefile and have the same name as the shapefile, though the file suffix will differ.
Options
The following options are available for use: valid(newvar ) is an optional binary variable created to indicate whether the latitude and longitude coordinates that identify a point (e.g. dwelling unit) fall within the bounds of the correct polygon (e.g. enumerated area). A new variable name is required by this option. 
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Output
gpsbound returns output in two forms: the first is the imported variable(s) from the shapefile attribute table, which are added to the open dataset; and the second is an optional binary variable that indicates the success of the mapping routine between the GPS point and the polygon shapefile. This latter output is only created when the option valid is selected.
Example
The illustration below is a map (and associated polygon shapefile) of the 9 provinces of the Republic of South Africa, the Kingdom of Lesotho and the Kingdom of Swaziland (the Kingdoms are the non-shaded polygons within the contiguous geopolitical boundary of South Africa). The map also identifies six sets of decimal degree GPS coordinates for randomly selected points in and around South Africa. Five of the randomly selected points fall within the bounds of South Africa and the remaining point falls just outside of the borders of South Africa, inside the neighbouring country Botswana.
There are two columns in the table indicating the results we expect to see once we run gpsbound. The third column in the table represents the expected outcome of the optional output valid which, as discussed above, is a binary variable indicating whether the given GPS coordinates of interest fall within any of the provincial polygons that make up South Africa's nine provinces. The fourth column then indicates the expected value of the Province' attribute that will be returned for each point by running gpsbound given the set of coordinates and the South African province shapefile. As can be seen the actual results and the expected results are the same, demonstrating that gpsbound functions as desired.
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Methods and Formulas
In discussing gpsbound, it is important to have an understanding of the actions that are taken by gpsbound to produce the final result of mapping, validating and importing the attribute table of the user provided shapefile into Stata.
gpsbound was written to be used on decimal degree latitude and longitude coordinates with the World Geodetic Systems 1984 datum (WGS 84). A geodetic datum translates GPS coordinates into their relative position on earth. The need for geodetic datum arises because of the earth's ellipsoid shape. WGS 84 is the geodetic datum used by modern day GPS units and satellite navigation systems. It requires the latitude coordinate to fall between -90 and 90 degrees inclusive and requires the longitude coordinates to fall between -180 and 180 degrees inclusive. (Spatial Reference (2007) ) To this end the algorithm checks to ensure that the coordinates being passed to gpsbound fall within this range. A similar check is performed on the polygon shapefile.
gpsbound subroutines
Broadly speaking, the gpsbound routine can be broken down into six distinct actions powered by six different subroutines. The first subroutine imports the dBase (.dbf) data file. The dBase file contains the geographical attribute table for each of the polygons that make up the user provided shapefile. The second subroutine imports the shapefile headers. What the headers are and what they contain will be explored later in the paper. This is followed by the third subroutine, which identifies potential polygons into which each set of GPS coordinates under investigation may fall. The fourth subroutine imports each of the polygons that were identified as a potential polygon in subroutine three (Crow (2006) ). This is then followed by a fifth subroutine which runs a pointin-polygon algorithm to associate each point with its corresponding polygon.
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The fifth subroutine which is the point-in-polygon algorithm returns two key sets of results to Stata. The first is a binary variable indicating if the given GPS point falls within any of the potential polygons. If so, a second data record is returned, which contains the unique identifier for each polygon. The sixth and last subroutine merges the attribute table imported by the first subroutine into the dataset. This is done based on the polygon identifier returned from the point-in-polygon algorithm.
Importing the dBase (.dbf) attribute table
As outlined, the first subroutine performed by gpsbound involves importing the dBase file. The dBase file in its own rights is a fully fledged file format (dBASE (2014)). The simplicity of dBase's data structure means that it has been adopted by many other applications to assist in managing and storing data. In the context of shapefiles, the dBase files are used to store the feature attributes for each of the polygons that are contained within a shapefile. There is only one requirement for the use of a dBase file as data format for shapefile attributes, and that is that a unique identifier field is included. The values in the identifier field in the dBase file must correspond to the values in the identifier field in the shapefile. Other than that, all the fields contained in the attribute table are defined by the author of the shapefile, which allows the author to attribute any characteristics they deem necessary to a particular shapefile. These attributes can be global attributes applicable to each shape in a shapefile or they can be unique for each shape in a shapefile. This is the real power of shapefiles and their attributes tables. Thus one of the goals of gpsbound is to access this attribute information and link it to given GPS coordinates collected in field or through other operations. The linking of the shapefile attributes allows researchers to access geographical information for analysis within Stata. As there is no limit to the information attributable to polygons contained within a shapefile the information that can be derived and analysed from the use of shapefiles and GPS coordinates through gpsbound is only limited by the availability of GIS data.
Importing the shapefile headers
The second subroutine imports the headers of the polygons from the shapefile. A shapefile can be broken up into two distinct categories of data, namely the headers and the coordinate data that describes each polygon's shape. The header data occurs for each polygon contained in the shapefile. Thus if a user provided shapefile contains one hundred individual polygons then the shapefile will contain 100 headers and 100 x n rows of coordinates, where n is the number of coordinate points that make up a polygon's shape. The headers contain basic information pertaining to each of the polygons such as its primary key or identification number, the GPS coordinates of its bounding box as well as the position of its starting and ending bits in the shapefile (Environmental Systems
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Research Institute (ESRI) (1998)). Thus the second major action of gpsbound is to read through the shapefile and retrieve each of the polygon headers. The headers are then stored in a matrix that we call the headers matrix. This matrix is held in Mata and is crucial to the efficiency of both the computational time taken when running gpsbound and the amount of memory needed to run gpsbound. Memory efficiency is of particular concern when using shapefiles because they can contain hundreds of millions of coordinate points which if all held in memory at the same time affects both the overall computing speed and available memory for other applications as well as Stata itself. 
Identifying possible polygons
It is at this point that we start to process each set of GPS coordinates passed by the user to gpsbound via the command's longitude and latitude parameters. Each GPS coordinate is compared to the bounding boxes found in the headers matrix. The bounding box of a polygon is defined by the minimum and maximum latitude and longitude of that polygon; in other words, it is a box that fits exactly around the polygon. If the user-provided latitude and longitude falls within the bounding box of a particular polygon, then that polygon is considered a possible polygon into which the coordinates might fall. This exercise will result in a list of possible polygon matches for each of the coordinates provided. This list of possible polygons is used to limit the number of iterations, so that each point only has to be tested against a few polygons and not against all the polygons in the polygon shapefile.
Importing possible polygons
Possible polygons that were identified for each GPS point by subroutine three are imported into Mata through the use of a shapefile polygon reader. The reader imports a specifically identified polygon.
The point-in-polygon algorithm
Each polygon is then subjected to the point-in-polygon algorithm until the GPS point is definitively placed inside one of the polygons. If however the GPS point cannot be definitively placed inside any of the polygons a binary variable containing a zero value is generated indicating that the point was not matched to the shapefile at all.
The point-in-polygon algorithm makes use of a ray casting approach and the even-odd rule. The even-odd rule states that a ray drawn from the point of interest to infinity will intersect the edge of the polygon an odd number of times if that point falls within the polygon (The World Wide Web Consortium (W3C) (2011)). However if the point of interest falls outside of the polygon then the ray will intersect the border of the polygon an even number of times. This is best explained using illustrations.
Figure 2: Illustration1
In illustration 1 the polygon is represented by A with X being the point of interest. Casting a horizontal ray to infinity, the ray intersects the edge of polygon A at intersection 1.
As can be seen, the ray only intersects the edge of the polygon once at intersection 1. Applying the even-odd rule here tells us that the point of interest X falls within the polygon A as the numbers of intersections with the edge of the polygon A was odd. In illustration 2 the point of interest X falls outside of the polygon A. As can be seen from the illustration; a ray cast from the point of interest X intersects the polygon A twice, namely at 1 and 2.
Applying the even-odd rule, point X would be determined to fall outside of polygon A as the horizontal ray intersects the edges of polygon A an even number of times.
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Figure 4: Illustration3
Illustration 3 demonstrates polygon A with a separate polygon B inside it. Given point of interest X, if we draw a horizontal ray away from that point, the ray will intersect the edge of polygon three times at 1, 2 and 3. Applying the even-odd rule we can tell that point X lies inside of polygon A as there is an odd number of intersections with the edges of polygon B.
In order to find the number of intersections of the horizontal ray with the polygon edge, we break the polygon edge into segments, where each segment is a straight line connecting one point on the edge to the next point. We need to consider only those segments of the polygon edge which cross the latitude of the point of interest. That is to say, we consider those segments where one endpoint has a larger Y coordinate than the point of interest, and the other endpoint has a smaller Y coordinate.
We can then divide these segments into three classes: class A consists of those segments where both endpoints lie to the right of (i.e. have a larger X coordinate than) the point of interest; class B consists of those where both endpoints lie to the left of (i.e. have a smaller X coordinate than) the point of interest; and class C consists of those where one endpoint lies to the left and the other endpoint lies to the right of the point of interest.
Recall that we want to count the number of intersections of the polygon edge with the horizontal ray that starts at the point of interest and projects rightwards to infinity. Edge segments in class A definitely intersect this ray, while edge segments in class B definitely do not intersect this ray. Edge segments in class C may or may not intersect this ray, and require further testing. As we are using Mata for the point-in-polygon algorithm it is more efficient to calculate the intersects of the segments in both class A and C as a matrix operation as opposed to subsampling them into two distinct groups first. In so doing we calculate all the points where the line segments of both A and C cross the latitude of the point of interest. If this crossing point is to the right of the point of interest, then the segment does intersect the ray. To do this we determine the straight line equation that describes the segment, and then substitute our Y coordinate from our point of interest into the equation to determine the X coordinate of the crossing point.
Once we have calculated all the points of intersection for both class A and B we then count how many elements of our results matrix are greater than or Brophy, Daniels & Musundwaequal to the X coordinate of our point of interest.
As a final step our count is determined to be either even or odd and this result is returned by the algorithm. Where the algorithm returns the result as odd, the index of that shape file is returned to Stata. This is then used to merge in the attribute table that was imported earlier.
Joining the attribute data to the GPS coordinates
Finally the two data results, namely the binary variable indicating if mapping to the shapefile was possible and a second variable containing the shapefile polygon identification number, are returned to Stata. It is at this point that the dBase file that was imported into Stata by subroutine one is merged to the mapping results on the shapefile polygon identification number. It needs to be noted that in versions of Stata before Stata 13 the string variables from the dBase file are limited to 244 characters in length as this is the Stata limit on the length of string variables. From Stata 13 onwards this is no longer a limitation due to the introduction of the strL data type by Stata. BOB
Saved Results
There are no saved results in gpsbound because if the GPS coordinate is validated then a new variable(s) is imported into the Stata dataset in memory directly from the attribute table of the shapefile.
Conclusion
Spatial data enables a wide range of statistical analyses to be conducted. The ability to selectively import additional spatial information into datasets from shapefiles, combined with the ability to check the accuracy of GPS coordinates, is crucial for more advanced statistical methods to be utilised. gpsbound makes an important contribution to the Stata user community in this respect. Not only does it enable researchers to increase the scope of plausible analytical methods to be applied to spatial datasets, but it also enables survey methodologists to verify in-field operational concerns in real time, such as checking that the correct EAs have been visited by fieldworkers and/or that all dwelling units sampled lie within the correct EAs. It is important to note that for gpsbound to operate correctly, GPS coordinates must be recorded as, or converted to, decimal degree format, and that shapefiles must be polygon shape files rather than point or line shapefiles. With these basic inputs, the full functionality of gpsbound can be realised.
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