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Resumen 
En los inicios de Internet, la Web se basaba en páginas en las cuales la 
información era estática y era proporcionada por organizaciones propietarias 
de los contenidos mediante páginas Web, también estáticas. Actualmente, con 
el paso del tiempo y la aparición de nuevas tecnologías ha surgido una nueva 
forma de pensar en lo que Internet puede ofrecer a sus usuarios. Este 
replanteamiento de Internet está basado principalmente en la interacción entre 
los usuarios y las aplicaciones y con otros usuarios y el traspaso de la 
propiedad de los contenidos a los usuarios. 
 
A este nuevo concepto se le denomina Web 2.0, y engloba nuevos tipos de 
aplicaciones como redes sociales, blogs, wikis, y todo tipo de aplicaciones que 
promueven la participación pro-activa del usuario final. 
 
En este proyecto se analizan conceptos de Web 2.0 y se implementa una 
prueba de concepto en forma de red social. 
 
El producto resultante se denomina MediaBook y se compone de varios 
elementos que se comunican utilizando diferentes protocolos de red. Dicha 
plataforma permite una gestión de perfiles de usuario, relacionar usuarios 
entre sí, y gestionar los contenidos que estos aportan. La herramienta es 
accesible vía Web, aportando así un entorno de usuario amigable, y vía 
servicios Web para que sistemas que soporten esta tecnología puedan 
acceder fácilmente. 
 
Este proyecto se construye utilizando las herramientas y tecnologías más 
utilizadas actualmente en la industria. Se desarrollará en un entorno de 
aplicación J2EE. 
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Overview 
 
 
In the Internet origins the Web was based in pages that had static information 
served by organizations (properties of the served contents), through static web 
pages. Nowadays, new uses of Internet have been reached, Those new uses 
are based principally in the interaction between the user and applications and 
user-user relationship. With this new point of view the property of the contents 
has been moved to the final user. 
 
This new concept is known as Web 2.0. It is formed by some type of 
application such as social networks, blogs, wikis and all type of services that 
encourages a higher ratio of collaboration between the final users. 
 
In this project an application is developed implementing concepts of the Web 
2.0, focusing on the social networks concept. 
 
The final product is known as MediaBook and it is composed by several 
elements that communicate between themselves with different network 
protocols. This platform allows managing user profiles, making relationships 
between users, as well as managing the contents that users upload to the 
application. This tool is accessible via Web and has an attractive user desktop 
environment and Web Services access for capable systems. 
 
This project is build with the most used tools and technologies in the IT 
industry. It will be developed with a J2EE application context. 
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INTRODUCCIÓN 
 
La Web inicialmente se creó como una herramienta de consulta de ficheros de 
hipertexto y se utilizaba en una red de intercambio de conocimientos científicos. 
La Web estaba ligada al protocolo HTTP (Hyper-Text Transport Protocol) que 
se basa en un sistema de petición-respuesta y fue diseñado para transmitir 
texto plano. 
 
Cuando llegó a la población no científica por primera vez, la Web seguía 
teniendo los mismos ideales: documentos de texto con una apariencia no 
amigable. Los contenidos eran proporcionados y controlados por las 
organizaciones que gestionaban los sitios Web y los usuarios los consumían. 
HTTP evolucionó y en ese momento podía transportar más objetos que no solo 
fuesen texto, como por ejemplo imágenes. 
 
A medida que iba pasando el tiempo se iban desarrollando más tecnologías 
que utilizaban HTTP y le daban otros usos. El concepto típico de petición-
respuesta fue evolucionando y se consiguió desarrollar más interactividad con 
los sitios Web. Gracias a estas evoluciones y a la crisis de las empresas 
“puntocom” muchas empresas descubrieron que Internet podía ofrecer mucho 
más que simples páginas estáticas a los usuarios. Se podía conseguir una 
mayor interacción entre los usuarios y las aplicaciones y con otros usuarios. El 
modelo de negocio fue cambiando y cada vez más empresas abandonaron el 
control de los contenidos de las Webs, pasando éste a manos del usuario final. 
 
Estas nuevas ideas se conocen como Web 2.0 [1], y gracias al surgimiento de 
este concepto aparecieron muchos tipos nuevos de aplicaciones como redes 
sociales, Wikis, blogs, etc.. 
 
El concepto Web 2.0 se basa en una serie de conceptos:  
 
- La información ya no es servida sólo por la aplicación, sino que son los 
propios usuarios quienes comparten su propia información con otros 
usuarios. 
- Los usuarios colaboran entre ellos para tener una experiencia de uso de 
la aplicación más enriquecedora. Por ejemplo la aplicación E-bay® 
dispone de un sistema de votaciones para evitar usuarios 
malintencionados. 
- Ya no sólo se sirve contenido estático sino que se puede disfrutar de 
contenido multimedia (audio, video, documentos ,etc.…). 
- El usuario utiliza el navegador como si fuera el escritorio de su 
ordenador. Puede ejecutar aplicaciones de una lógica compleja desde 
cualquier tipo de terminal. 
- De cara al programador también cambia el paradigma ya que se tiende 
cada día más a utilizar APIs y Frameworks de código libre. 
- También cambia el dinamismo y el aspecto gráfico de las antiguas 
páginas Web. La aparición de tecnologías como Flash, AJAX, XML, CSS 
contribuyen a facilitar la función de los diseñadores. 
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En este proyecto se desarrolla una aplicación implementando conceptos de 
Web 2.0, centrándose en el ejemplo de las redes sociales. 
 
En el primer capítulo de este documento se realiza una introducción a los 
conceptos básicos necesarios para la comprensión de este trabajo. 
  
El segundo capítulo describe las operaciones y los objetivos que se deben 
tener en cuenta para implementar la prueba de concepto. 
 
El tercer capítulo explica el diseño y la especificación propuesta para 
desarrollar la aplicación.  
  
En el cuarto capítulo se muestra la implementación llevada a cabo para la  
realización del proyecto y las tecnologías utilizadas. 
  
El quinto capítulo describe la planificación del trabajo y la realización de las  
diferentes tareas desarrolladas durante el proyecto. 
 
El sexto capítulo determina las conclusiones extraídas al finalizar el proyecto. 
En él se realiza un estudio medioambiental y se describe una línea de futuras 
implementaciones que se podrían realizar. 
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CAPÍTULO 1. CONCEPTOS BÁSICOS. 
 
A continuación se hará una introducción a los conceptos Web 2.0 y red social. 
1.1 Web 2.0 
 
El surgimiento del concepto Web 2.0 [1] se remonta a la crisis de las empresas 
“puntocom”. En los años 2000-2002 las empresas tecnológicas mantenían 
modelos de negocio no viables. Los inversores buscaban dinero muy rápido 
mediante la inversión en negocios arriesgados debido al gran boom 
tecnológico. Estas empresas mantenían páginas Web según los antiguos 
conceptos basados solo en la visualización de contenido que ellos mismos 
administraban. También existían otras empresas que mantenían otros modelos 
de software basados en el control del mercado mediante la publicación 
periódica de versiones de sus productos. 
 
Los inversores se dieron cuenta de que su dinero no se rentabilizaba y 
empezaron a desconfiar de las empresas tecnológicas. Se retiraron grandes 
sumas de dinero y se desplomaron los mercados de divisas, por ejemplo el 
Nasdaq sufrió unas perdidas considerables del valor durante los años 2000-
2002 como se muestra en la siguiente imagen: 
 
 
 
Figura 1.1 Caída del índice Nasdaq 
Pese a la crisis empresarial la expectación por Internet seguía existiendo así 
como millones de usuarios expectantes por las nuevas tecnologías. Nuevas 
empresas surgieron con nuevas ideas, más atractivas para los inversores. De 
este resurgimiento de la Web es de donde surge el nombre Web 2.0. 
 
Formalmente el concepto Web 2.0 surge en una reunión, en el año 2005, entre 
2 empresas punteras del sector tecnológico como son O’Relly Media y 
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MediaLive. En dicha reunión se analizaron diferentes empresas y se descubrió 
que lejos de hundirse Internet estaba repleto de nuevas y fascinantes 
aplicaciones lanzadas por dichas empresas. De esta reunión surge el concepto 
Web 2.0 para definir las nuevas aplicaciones y empresas que tomaban un 
nuevo concepto de la Web y habían sobrevivido al estallido de la burbuja 
tecnológica. A raíz de esta reunión se crea la conferencia sobre la Web 2.0 que 
todavía se sigue celebrando anualmente:  
http://www.web2summit.com/web2009 
 
El concepto 2.0 es muy amplio y no se puede definir sólo como una tecnología 
o conjunto de tecnologías, sino más bien como una filosofía de desarrollo y uso 
del software. 
1.1.1 Conceptos básicos Web 2.0 
 
La Web 2.0 se basa en unos conceptos claves, los cuales han sido definidos 
por O’Relly en el siguiente gráfico llamado el mapa Web 2.0 y se definirán a 
continuación: 
 
 
Figura 1.2 Mapa Web 2.0 
 
 
-  La Web como plataforma. 
 
Es importante cambiar la forma de ver la Web. Anteriormente la Web 
solo servía para visualizar contenidos. Con la Web 2.0, la Web se utiliza 
como interfaz de usuario para todo tipo de aplicaciones. 
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- Aprovechar la inteligencia colectiva. 
 
Se debe confiar en el usuario para que contribuya con sus propios 
contenidos a la aplicación. Un ejemplo llevado al extremo de este 
concepto es Wikipedia. En Wikipedia se lleva a cabo una confianza 
radical en el usuario final, cualquiera puede añadir contenidos o 
revisarlos. 
 
- Sindicación vs. Publicación. 
 
Como se ha explicado anteriormente, en épocas pasadas los contenidos 
en la Web eran publicados por los administradores de los sitios Web. 
 
Con el nuevo uso de la Web, esto ha cambiado, ahora ya no se dice que 
se publican contenidos, sino que las Web se “sindican”. Esto consiste 
simplemente en avisar al usuario cuando se produce algún cambio. 
 
La sindicación de contenidos es posible gracias a la tecnología RSS 
(Really Simple Syndication). Esta tecnología basada en XML consiste en 
enviar al usuario (que dispone de un lector RSS) la lista de contenidos 
nuevos. 
 
Esta tecnología es ampliamente utilizada por ejemplo en los diarios on-
line, donde cada día las noticias cambian. 
 
- Quien tiene los datos tiene el control. 
 
El verdadero control del negocio 2.0 lo tiene quien dispone de una base 
de datos altamente compleja, difícil de imitar (véase Google) y que 
disponga de facilidades para que los usuarios puedan añadir contenidos. 
 
Para entender la importancia de este concepto se expondrá un pequeño 
ejemplo. 
 
MapQuest fue el pionero en ofrecer mapas Web en 1995. Para crear su 
base de datos de mapas se valió de compañías que se dedicaban a 
confeccionar mapas, como NavTeq. 
 
Actualmente, los mapas Web son un negocio en alza y han surgido 
competidores como maps.google.com, maps.yahoo.com, etc. Estos 
nuevos competidores han surgido sin casi ningún tipo de complicación,  
simplemente comprando las mismas licencias de mapas que MapQuest. 
 
Pero, ¿qué hubiera pasado si MapQuest hubiera invertido su tiempo y 
dinero en conseguir que los usuarios pudieran añadir sus propias 
direcciones y correcciones en los mapas? Probablemente los 
competidores no habrían podido surgir tan rápidamente y se hubieran 
encontrado que la posición de MapQuest era la dominante en el 
mercado. 
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Este ejemplo demuestra porqué se debe conseguir una interacción del 
usuario. 
 
- Beta perpetua 
 
Anteriormente a la Web 2.0 se intentaba controlar el mercado mediante 
el control de versiones y de APIs cerradas. Pero con la aparición del 
concepto 2.0 el modelo de negocio se trasladó y la aparición de nuevas 
versiones ya no suponía una fuente de ingresos. 
 
Aplicaciones altamente complejas, como por ejemplo los buscadores, 
necesitan estar constantemente gestionadas y en constante evolución. 
Por ejemplo Google está constantemente escaneando Internet. 
 
En el software abierto existe un lema que dice: “Libera pronto y libera 
frecuentemente” para explicar el concepto de que siempre se debe estar 
buscando nuevas funcionalidades y problemas potenciales. 
 
En el 2.0 este concepto es llevado al extremo y se habla de la beta 
perpetua (véase Gmail que todavía se encuentra en fase beta). 
 
- Diseño para ser “hackeado” o “Some Rights reserved”. 
 
Actualmente cualquiera puede visualizar el código HTML de una página 
y copiarlo directamente. Dadas estas facilidades no tiene mucho sentido 
querer mantener la aplicación en secreto, sino que es más beneficioso 
diseñarla para que sea extendida por los usuarios. 
 
Además hoy en día se cuenta con herramientas como AJAX y RSS que 
tienen una muy baja resistencia a ser reutilizadas. 
 
- Experiencias ricas de usuario. 
 
Con la aparición de nuevas tecnologías como AJAX y Flash se busca 
que la apariencia de la página Web sea como la de una aplicación de 
escritorio. Esto da una facilidad y comodidad de uso al usuario jamás 
vista hasta ahora. 
 
1.1.2 Ejemplos de implementaciones Web 2.0 
 
A continuación se exponen unos ejemplos de aplicaciones Web 2.0 para que 
se puedan ver en la práctica los conceptos expuestos anteriormente. 
 
- Wikis.  
 
Una Wiki [2] es una aplicación Web que se basa en que cualquier 
usuario perteneciente a ella puede modificar los contenidos mediante un 
navegador Web. Este tipo de aplicaciones es el máximo exponente de 
Web democrática ya que todo el mundo tiene voz y voto. Pero tiene 
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algunos problemas, se debe revisar constantemente el contenido por si 
existe algún usuario malintencionado. Suponen un ejemplo perfecto para 
el concepto de aprovechamiento de la inteligencia colectiva. 
 
- Blogs.  
 
Un blog es una página Web donde el autor publica todo lo que él quiere 
desde fotografías hasta artículos de opinión, etc.. Lo que relaciona los 
blogs con la Web 2.0 es el “feedback” que se tiene con los otros 
usuarios, ya que normalmente se pueden comentar los contenidos, etc.. 
Además la mayoría de blogs ya dispone de suscripciones RSS para que 
el usuario sea avisado cuando se publica algún contenido. Suponen un 
ejemplo perfecto para la sindicación de contenidos. 
 
- Mashups.  
 
Consisten en aplicaciones que se construyen a partir de datos de otras 
aplicaciones. Un ejemplo de mash-up podría ser los mapas utilizados 
por otras páginas que realmente pertenecen a la aplicación 
maps.google.com. Suponen un ejemplo perfecto para el concepto de 
diseño para ser “hackeado”. 
 
- Redes sociales.  
 
Formalmente se describe una red social [3] como agrupación de 
personas que comparten sus gustos y/o intereses y que están 
interesados en contactar con otros usuarios con unas inquietudes 
similares. Se podría decir que hoy en día son el principal motor de la 
Web 2.0. Las aplicaciones Web en forma de red social disponen de 
mucha interacción entre los usuarios, les permiten subir sus propios 
contenidos, etc... En las redes sociales se pueden ver aplicados la 
mayoría de conceptos explicados anteriormente 
1.2 Redes sociales 
 
 
El surgimiento de las redes sociales [3] se basa en la teoría de los seis grados 
de separación [4]. Esta teoría todavía no probada enuncia que cualquier 
persona en el planeta está separada de cualquier otra por 6 grados de 
separación 1. 
                                            
 
1 Estudios empíricos actuales indican que el número adecuado es 7 [5]. 
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Figura 1.3 Grafo de seis grados de separación 
La teoría se basa en que en media una persona conoce 100 personas, una 
persona de esas 100 conocerá a otras 100 en media. Gracias a esta segunda 
persona la primera ahora tendrá contacto con 100x100 + 100 = 10100 
personas de forma indirecta. Si se sigue esta progresión matemática en la 6ª 
iteración (1.000.000.000 aprox.) podemos llegar a ponernos en contacto con 
cualquier individuo del planeta. 
 
Un ejemplo curioso de esta tecnología es la página Web 
http://oracleofbacon.org/ que determina los saltos entre personas famosas 
basándose en la teoría de los 6 grados de separación. 
 
Esta teoría puede ser aplicada para la creación de redes sociales, según este 
enunciado la aplicación podría llegar a ser conocida por todas las personas del 
planeta. Si un usuario recomienda la red social a 100 personas, y se conectan 
(aunque solo sea en un porcentaje bajo) y a su vez la recomiendan a sus 
conocidos, la aplicación seguiría un crecimiento exponencial.  
 
Este hecho beneficiaría la aplicación, ya que el éxito o no de una aplicación en 
forma de red social depende proporcionalmente del número de usuarios 
registrados. A más usuarios registrados, más contenidos habrá y más rica será 
la aplicación. 
 
Aunque no exista ningún estándar definido en lo que a redes sociales se 
refiere, la mayoría cumplen una serie de especificaciones comunes: 
 
- Creación y utilización de un perfil de usuario. 
- Poder realizar comentarios a los amigos. 
- Poder buscar otros usuarios. 
- Permitir denegar las peticiones de usuario no deseados. 
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CAPÍTULO 2. MEDIABOOK. 
 
La aplicación MediaBook sigue unas especificaciones concretas que se 
describirán en este documento. Dicha aplicación debe ser considerada como 
una prueba de concepto de una red social. 
 
A lo largo del trabajo se utilizará UML como lenguaje de modelado orientado a 
objetos. Se incorporan diagramas de casos de uso, de clases y de 
componentes. 
 
En este capítulo se especifican las funcionalidades a cumplir por la aplicación 
en función del tipo de usuario.  
  
La definición de los casos de uso se realiza mediante tablas CRC2 incluidas en 
los anexos. 
 
2.1 Funcionalidades de la aplicación. 
 
Se pretende realizar una prueba de concepto de una red social que debe tener 
las siguientes funcionalidades: 
 
- Búsqueda de usuarios: buscar usuarios mediante diferentes campos 
de su perfil. Estos métodos de búsqueda pueden ser: búsquedas por 
nombres, por ciudades, por empresas o por escuelas. 
 
- Agregar amigos al perfil: Agregar a otros usuarios para ponerse en 
contacto con ellos. Si los usuarios todavía no son amigos, no se debe 
permitir determinadas operaciones, por ejemplo dejar comentarios. 
 
- Datos personales: introducir datos personales como estudios, trabajos, 
en el perfil de usuario para poder mejorar la experiencia en las 
búsquedas de otros usuarios. 
 
- Subida de contenidos: permitir que los usuarios puedan colaborar con 
sus contenidos, por ejemplo subiendo videos. 
 
- Entorno Web: la red social se debe basar en un entorno Web 
permitiendo la movilidad de los usuarios. 
 
- Entorno Web Service: la red social también debe ser accesible 
mediante servicios Web para que otros sistemas puedan interactuar con 
la aplicación. 
                                            
 
2 Class Responsibility Collaborator. Estas tablas o tarjetas se utilizan para modelado de 
software. 
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- Back office3: El administrador debe tener la posibilidad de eliminar 
usuarios, eliminar relaciones entre amigos y eliminar videos 
inapropiados. 
2.2 Casos de uso de usuario 
 
En la siguiente figura se especifican los casos de uso en función de los 
posibles tipos de usuario del sistema. 
 
Se identifican 3 tipos de usuario en el sistema: 
 
- Usuario no autenticado: es un usuario que no figura en la BBDD4 del 
sistema. Solo puede tener acceso a la página principal, donde se le 
ofrece la posibilidad de registrarse. 
 
- Usuario autenticado: es un usuario que figura en la BBDD del sistema. 
Puede realizar todas las operaciones excepto las relacionadas con la 
gestión. 
 
- Usuario administrador: es un usuario que figura en la BBDD del sistema, 
además puede realizar todas las operaciones incluyendo las de gestión. 
 
2.2.1 Definición de los casos de uso. 
 
 
Figura 2.1 Diagrama de casos de uso para un usuario público 
 
 
                                            
 
3 Back office formalmente se define como la parte de la empresa que no tiene contacto con el 
cliente. En este contexto se refiere a la sección de la aplicación que no se muestra a un usuario 
normal. 
4 BBDD: Base de datos 
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Figura 2.2 Diagrama de casos de uso para un usuario normal 
 
 
 
 
Figura 2.3 Diagrama de casos de uso para un usuario administrador 
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CAPÍTULO 3. DISEÑO Y ARQUITECTURA 
 
En este capítulo se detallarán el diseño propuesto para la aplicación, una 
aproximación a los objetos y componentes que formarán la plataforma. 
También se hace una introducción teórica a unos conocimientos básicos para 
comprender el diseño de la aplicación. 
 
 
Figura 3.1 Diagrama de la arquitectura general de la aplicación. 
 
La aplicación debe constar de un servidor conectado a una base de datos para 
almacenar diferentes informaciones y varias interfaces accesibles tanto por 
HTTP como por Web Services. 
3.1 Definiciones 
3.1.1 Interfaz Java 
 
Las interfaces Java son una forma para abstraer el funcionamiento de un objeto 
java. Incluyen simplemente los métodos que el objeto debe contener e 
implementar. 
 
En el ejemplo se puede observar como se define la interfaz VideoInterface que 
tiene los métodos para parar, reproducir y pausar un video. 
 
A continuación se describen 2 objetos que implementan dicha interfaz: 
TVPlayer que modela una televisión y MP4Player que podría modelar un 
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reproductor MP4. Estos dos objetos tienen los métodos definidos en la interfaz 
pero cada uno de ellos tendrá una implementación diferente. 
 
 
Figura 3.2 Ejemplo de implementación de una interfaz. 
3.1.2 Patrón MVC 
 
En el ámbito de este proyecto se trabaja con el patrón de diseño de 
arquitectura de software llamado patrón “Modelo-Vista-Controlador” o MVC [6]. 
 
El patrón se basa en separar la aplicación en 3 capas: 
 
- Modelo: datos con los que trabaja la aplicación. 
- Vista: interfaz gráfica con la que interactúa el usuario final. Se ocupa de 
mostrar al usuario los datos del modelo en un formato amigable. 
- Controlador: recibe las peticiones y genera las respuestas que van a 
parar a las vistas, pasándole a éstas los datos del modelo. 
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Figura 3.3 Implementación de ejemplo del patrón Modelo-Vista-Controlador 
 
En el diagrama se puede ver una posible implementación del patrón. Las 
peticiones llegan a un Front Controller que recoge todas las peticiones 
entrantes al sistema y las delega a los controladores pertinentes. El controlador 
genera un objeto del modelo y lo delega a la sección de las vistas para que 
muestre el contenido del modelo generado por el controlador en la interfaz 
gráfica. 
 
Este patrón es muy adecuado para la implementación de plataformas basadas 
en aplicaciones Web, ya que permite, al separar los componentes de la 
aplicación, una perfecta sincronización entre diferentes miembros de un equipo 
de desarrolladores. Por ejemplo, si un equipo está formado por 3 personas, una 
persona puede dedicarse a implementar una parte de la lógica de la aplicación, 
otra a la lógica de negocio y otra al diseño de la interfaz gráfica. 
 
En el caso de este proyecto, que se desarrolla por una persona, la ventaja 
reside en la comodidad que ofrece a la hora de desarrollar y testear la 
aplicación. Al tenerla separada en capas, es mucho más fácil actualizarla, 
desarrollar nuevos componentes o aislar errores. 
 
En la aplicación a desarrollar se implementará el patrón MVC añadiéndole 
lógica de persistencia5 a los datos del modelo. 
3.1.3 Patrón DAO 
 
                                            
 
5 Persistencia: en programación orientada a objetos se entiende como la posibilidad de guardar 
y recuperar objetos. 
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DAO [7] se define como DataAccessObject. 
 
En las aplicaciones que implementan persistencia de datos, el programador se 
puede encontrar con problemas de incompatibilidades como podrían ser: 
diferentes tipos de BBDD, diferentes implementaciones según el fabricante, etc. 
 
Para solucionar la problemática de las incompatibilidades de las bases de 
datos, se definió el patrón de diseño DAO. Un objeto DAO encapsula la 
información y se pone en contacto con el sistema de persistencia, sea cual sea, 
para gestionar la transferencia de información. 
 
Para realizar esto, de forma completamente transparente al resto del sistema, 
los objetos DAO hacen uso de las interfaces de Java, definiendo en la interfaz 
del DAO solo los métodos necesarios para el transporte de datos hacia y desde 
la BBDD. 
 
3.1.4 Web Services y sus estándares. 
 
Los Servicios Web son una herramienta útil para la interacción entre 
aplicaciones completamente independientes. Dispone de una pila de protocolos 
abiertos, necesaria para realizar una comunicación estandarizada entre 
sistemas. El servicio Web que se ofrece se debe describir en un fichero de 
configuración escrito en lenguaje WSDL6. En este fichero se describen las 
operaciones que se realizarán en el servicio, así como lo que debe recibir y 
retornar. 
 
Con este fichero de configuración los clientes del servicio pueden escribirse de 
manera automática. 
 
La arquitectura de los Web Services está basada en 4 áreas: 
 
- Servicio de transporte: responsable del transporte de los mensajes. Se 
incluyen protocolos como HTTP, FTP, etc. 
- Servicio de mensajería: responsable de la codificación de los mensajes 
que se quieren comunicar. Este servicio es el que proporciona una 
interoperabilidad entre aplicaciones, ya que está basado en XML que es 
un protocolo abierto que entienden e implementan la mayoría de 
entornos. En este servicio se incluyen protocolos como XML-RPC, 
SOAP, etc.. 
- Descripción del servicio: Servicio responsable de la descripción del Web 
Service. Se basa en un fichero escrito en WSDL. 
- Descubrimiento del servicio: se basa en publicar y guardar un Web 
Service en un registro común para que sea de fácil identificar y localizar 
por parte de otras aplicaciones. Utiliza el protocolo UDDI. Esta parte de 
la arquitectura no se tratará en este proyecto. 
 
                                            
 
6 WSDL: Web Service Description Language. Lenguaje de descripción de servicios web. 
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En esta aplicación se utilizará la opción Web Service sobre HTTP/SOAP ya que 
es la más extendida actualmente. 
 
SOAP es un framework para la intercomunicación mediante mensajes XML 
entre aplicaciones. Este protocolo está diseñado para ser altamente simple y 
extensible. Surgió como sustituto a XML-RPC y es ampliamente utilizado hoy 
en día en el entorno Web Services. 
 
 
Figura 3.4 Ejemplo de mensaje SOAP 
3.2 Modelo de la aplicación 
 
A continuación se hará una descripción de los objetos diseñados para la 
aplicación. Dichos objetos se corresponden con el modelo en el patrón MVC. 
 
El objeto más importante de la aplicación es el de Usuario. 
 
Un usuario tiene una serie de datos personales (nick, password, nombre, 
apellidos, etc.). Puede tener N amigos, N estudios, N trabajos, N videos y N 
comentarios.  
 
Figura 3.5 Modelo: Usuario 
 
Se debe notar que la relación no es bidireccional, es decir un trabajo no puede 
pertenecer a dos usuarios distintos. 
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Figura 3.6 Modelo: Relación de amistad 
 
Un amigo se contempla como una relación de amistad, que contiene 2 objetos 
Usuario que se corresponden con los 2 amigos que establecen la relación. 
 
 
Figura 3.7 Modelo: Estudio 
 
Un estudio tiene un objeto Usuario que hará de estudiante y una serie de datos 
del estudio: escuela, nombre del estudio, ciudad, país, fecha inicial y final. 
 
 
Figura 3.8 Modelo: Trabajo 
 
Un trabajo tiene un objeto Usuario que hará de trabajador y una serie de datos 
del trabajo como empresa, puesto que desempeña, ciudad, país, fecha inicial y 
fecha final. 
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Figura 3.9 Modelo: Comentario 
 
Un comentario se compone de dos objetos Usuario como si de una relación de 
amigos se tratase. Además de estos dos usuarios, también encontramos el 
comentario que le hace el amigo 1 al amigo 2. 
 
 
Figura 3.10 Modelo: Video 
 
Un video contiene el objeto Usuario propietario del video, y los datos del video 
que son: título y ruta donde se encuentra almacenado en el sistema. 
 
Cada uno de estos objetos descritos en la implementación se convertirá en un 
objeto Java que tendrá las mismas relaciones lógicas, como se especifica en el 
siguiente diagrama UML de clases.  
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Figura 3.11 Diagrama UML de clases 
 
3.3 Arquitectura en capas de la aplicación. 
 
Dado que se requiere la aplicación del patrón MVC, la aplicación debe ser 
estructurada en una serie de capas principales. 
 
En la aplicación se pueden distinguir 3 capas: 
 
- Capa de presentación: es la encargada de atender las peticiones 
entrantes al sistema y hacer las peticiones a las capas inferiores. 
 
- Capa de lógica de negocio: recibe las peticiones procedentes de la capa 
de presentación. Es la encargada de realizar las funciones complejas de 
la aplicación. 
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- Capa de persistencia: recibe las peticiones de la capa de lógica de 
negocio. Se encarga del almacenamiento y carga de los objetos en la 
BBDD. 
 
Figura 3.12 Arquitectura por capas de la aplicación 
3.4 Componentes genéricos de la aplicación 
 
Dado que se debe cumplir con el patrón MVC esta parte del diseño es muy 
importante, ya que aquí se definen las interacciones entre los diferentes 
módulos del sistema. 
 
Como se puede observar en la figura, las entrañas de la aplicación están 
formadas por diferentes componentes agrupados en 3 capas: 
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Figura 3.13 Diagrama de componentes genéricos de la aplicación 
 
- Capa de persistencia: 
 
o Base de datos: Es la encargada de la persistencia de los objetos 
que componen el modelo de la aplicación.  
 
o DAO: Como se ha explicado anteriormente son los intermediarios 
para la transferencia de datos entre la aplicación y la BBDD.  
 
- Capa de lógica de negocio: 
 
o Managers: Son los encargados de realizar lógicas de negocio y 
llamar a los DAO para el acceso a los datos persistentes. 
 
o Services: Son los encargados de realizar lógicas complejas donde 
se requieren la aparición de varios managers. 
 
- Capa de presentación: 
 
o Web Controllers: Son los encargados de recibir y gestionar las 
peticiones HTTP. En el patrón MVC se corresponde con el 
sistema de Controllers. Reciben y envían objetos 
correspondientes con el modelo de datos Web. 
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o WS Endpoints: Reciben y gestionan las peticiones que reciben vía 
HTTP/SOAP. También forman parte del sistema de Controllers 
del MVC. Reciben y envían objetos correspondientes con el 
modelo de datos Web Services 
3.5 Componentes específicos de la aplicación. 
 
En el capítulo anterior se ha detallado la arquitectura genérica de componentes 
que la aplicación debe seguir. En este capítulo se verá el diseño final de 
componentes de la aplicación agrupando los módulos por funcionalidades. 
 
 
 
Figura 3.14 Componentes específicos de la aplicación 
3.5.1 DAOs 
 
Se distinguen 3 DAO’s que no aparecen en la imagen por cuestiones de 
espacio. 
 
- User DAO: Entrada/Salida de objetos relacionados con los usuarios. 
- Video DAO: Entrada/Salida de objetos relacionados con los videos. 
- Notification DAO: Entrada/Salida de objetos tipo petición de amistad. 
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3.5.2 Managers 
 
Se distinguen 3 Managers: 
 
- User Manager: encargado de las operaciones relacionadas con los 
usuarios. Se comunica con una interfaz del UserDAO. 
- Video Manager: operaciones relacionadas con los videos, utiliza el 
VideoDAO. 
- Notification Manager: encargado de las operaciones relacionadas con 
las notificaciones, hace llamadas al NotificationDAO. 
 
3.5.3 Services 
 
Los servicios se pueden agrupar en 4 grandes bloques. 
 
- User Services: encargado de la lógica compleja de los usuarios. 
Conforman este bloque los siguientes elementos: 
 
o StudyService: gestión de los estudios de un usuario. Utiliza el 
User Manager. 
o JobService: gestión de los empleos de un usuario. Se relaciona 
con el User Manager. 
o EditProfileService: gestiona el perfil de un usuario, permitiéndole 
cambiar los datos. Utiliza las operaciones definidas en User 
Manager. 
o LoginService: ofrece operaciones para autenticarse, llama a User 
Manager. 
o RegisterService: servicio para crear un usuario en el sistema, 
llama a User Manager. 
 
- Friend Services: encargados de la lógica compleja de la gestión de 
amigos. Conforman este bloque los siguientes elementos: 
 
o SearchFriendService: lógica para realizar las búsquedas de 
usuario. Hace uso del User Manager. 
o ConfirmFriendService: servicio que ofrece operaciones para 
confirmar las peticiones de amistad. Utiliza las operaciones 
definidas en User Manager y Notification Manager. 
o AddFriendService: operaciones para poder generar una petición 
de amistad a otro usuario. Tiene referencias de User Manager y 
Notification Manager. 
o  AddCommentService: servicio que permite dejar un comentario a 
otro usuario siempre y cuando sean amigos. Utiliza las llamadas 
de User Manager. 
 
- Video Services: encargados de gestionar el sistema de videos. Se 
compone de los siguientes elementos: 
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o UploadVideoService: realiza las operaciones necesarias para 
guardar un video en el sistema. Utiliza el Video y User Manager. 
o ShowVideoService: se encarga de preparar la visualización de un 
video. Utiliza el User Manager. 
 
- Admin Service: encargado de realizar las operaciones de back-office, 
como eliminar usuarios, eliminar videos y eliminar relaciones entre 
usuarios. Este service utiliza las operaciones publicadas por el User 
Manager. 
 
3.5.4 Controllers 
 
Se distinguen 3 grandes grupos de Controllers: 
 
- User Controllers: Son Controllers encargados de recibir las peticiones 
procedentes de las vistas relacionadas con los usuarios. Este grupo está 
formado por los siguientes Controllers: 
 
o AddJobController: añade un trabajo al usuario mediante el 
JobService. 
o AddStudyController: añade un estudio al usuario gracias al 
StudyService. 
o DeleteController: permite eliminar un estudio o un empleo de un 
usuario. Tiene referencias del StudyService y del JobService. 
o EditJobController: permite editar los datos de un empleo. Hace 
referencia a LoginService y JobService. 
o EditStudyController: permite editar los datos de un estudio. Tiene 
las mismas dependencias que el anterior. 
o IndexController: permite autenticarse a los usuarios gracias a 
LoginService. 
o LogOutController: permite desconectarse a los usuarios. 
o ShowMyProfileController: permite visualizar los datos del perfil del 
usuario mediante LoginService y ShowMyVideosServices. 
o RegisterController: permite registrar usuarios gracias al 
RegisterService y LoginService. 
 
- Friend Controllers: Son Controllers encargados de la gestión de los 
amigos. Dentro de este grupo se encuentran los siguientes Controllers: 
 
o AddFriendController: permite lanzar una petición de amistad al 
usuario que se desee mediante el AddFriendService. 
o SearchFriendController: permite realizar las búsquedas de 
usuarios según diferentes métodos, gracias a 
SearchFriendService y ConfirmFriendService. 
o AddCommentController: permite dejar un comentario en el perfil 
de otro usuario. Utiliza llamadas a AddCommentService. 
o ConfirmFriendController: permite aceptar una petición de amistad, 
utiliza el ConfirmFriendController. 
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o ViewFriendProfileController: se encarga de mostrar el perfil de 
otro usuarios mediante las llamadas correspondientes a los 
servicios ViewFriendProfileService, ShowVideoService y 
addCommentService. 
 
- Video Controllers: Son los encargados de gestionar las peticiones que 
tengan que ver con los videos. 
 
o UploadVideoController: operaciones necesarias para poder 
guardar un video en la aplicación gracias a UploadVideoService. 
o ViewVideoController: visualización de videos mediante la llamada 
a ViewVideoService. 
 
- Admin Controllers: Son los que realizan el back-office de la aplicación, 
utilizan los servicios definidos en AdminService. 
 
o GestionController: simplemente realiza una redirección a la vista 
de gestión. 
o DeleteFriendshipController: elimina una relación de amistad. 
o DeleteUserController: elimina un usuario del sistema. 
o DeleteVideoController: elimina un video del sistema. 
 
3.5.5 Web Services Endpoints 
 
Son el equivalente a los anteriores Controllers pero para el sistema Web 
Service. 
 
Figura 3.15 Interfaz Web Service 
Se ha decidido implementar solo 2 endpoints como prueba de concepto. Dichos 
endpoints son: 
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- LoginEndpoint: Se encarga de autenticar si el nombre y contraseña 
introducidos son correctos o no. Utiliza las operaciones de LoginService. 
 
- GetFriendsEndpoint: dado un nombre de usuario retorna una lista de los 
amigos del usuario indicado, gracias a las funciones de 
ViewProfileService. 
 
3.6 Mapa Web 
 
En este apartado se encuentra un diseño del mapa Web de la aplicación. Se 
describen dos mapas Web, uno para un usuario tradicional y otro para un 
usuario administrador. También se distingue la sección pública (a la que 
pueden acceder los usuarios aunque no estén registrados), y la sección privada 
(donde los usuarios se deben autenticar para visualizarla). 
 
 
Figura 3.16 Mapa Web usuario autenticado 
29                                                                                                                                         Web 2.0 y redes sociales 
 
 
Figura 3.17 Mapa Web usuario administrador
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CAPÍTULO 4. IMPLEMENTACIÓN 
 
En el capítulo anterior se ha descrito el diseño de la aplicación. En este 
apartado se describirá como se ha podido llegar a la implementación del 
diseño. Se introducirán las diferentes tecnologías utilizadas y se argumentará 
porqué se utilizan estas herramientas y no otras. 
4.1 Framework 7MVC 
 
La aplicación debe ser desarrollada con el patrón de arquitectura MVC. Para 
cumplir con este objetivo hay infinidad de alternativas para la mayoría de 
lenguajes de programación orientado a objetos. 
 
Dadas las características del proyecto y los frameworks existentes se 
propusieron diferentes tecnologías como PHP y Java. Una opción hubiera sido 
desarrollar la aplicación en PHP que es una tecnología orientada a crear 
páginas Web dinámicas. Dada la complejidad de la aplicación se ha decidido 
utilizar Java, ya que proporciona subjetivamente una programación más 
estructurada y ordenada así como infinidad de Frameworks para desarrollar el 
patrón MVC. 
 
Se han contemplado sobre todo los dos frameworks para aplicaciones Web 
más ampliamente utilizados como son Struts 1.x y Spring MVC que es un 
componente de Spring Framework. 
 
Struts y Spring MVC funcionan de forma similar, disponen de un Front 
Controller que recoge todas las peticiones que el usuario hace al sistema y en 
función de la configuración, redirigirá dicha petición hacia el controlador que 
pertenezca. 
 
Se ha decidido utilizar Spring MVC ya que supone numerosas ventajas frente a 
Struts 1.x y  tiene pocas debilidades frente a su rival. 
 
Las ventajas son: 
 
- Ofrece una división muy limpia entre Controller, Modelo y Vistas. 
- Ofrece una mayor integración con otras tecnologías para generar vistas. 
Struts está muy vinculado al uso de JSP. 
- Es mucho más flexible que Struts. Spring basa su funcionamiento en 
interfaces Java en lugar de heredar de clases del framework como hace 
Struts. 
- Spring es mucho más fácil de configurar gracias al IoC que se definirá 
en el siguiente apartado. 
- Spring ofrece un framework no sólo para la capa Web sino para todo el 
desarrollo por capas de la aplicación. 
                                            
 
7 Framework. Proyecto de software que determina una metodología y funcionalidades  para dar 
soporte a otros proyectos de software que se construyan sobre él. 
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- Mayor integración y funcionamiento con Tests. 
- Proporciona una mayor escalabilidad que Struts. 
- Proporciona mayor soporte a varias tecnologías. Spring se desarrolló 
con la idea de ser un entorno para facilitar las cosas, así que se incluyó 
soporte para tecnologías de servidor ampliamente extendidas como 
Hibernate, JDO, etc.. 
 
La principal desventaja destacable es que la complejidad de los ficheros de 
configuración de Spring es mayor que la configuración de Struts. La curva de 
aprendizaje de Spring es superior a la de Struts, esto hace que se invierta más 
tiempo en empezar a desarrollar. 
4.2 Spring Framework 
 
Spring MVC es una pequeña parte del framework de Spring. La idea principal 
con la que se desarrolló Spring [8] fue la de crear un framework para toda la 
aplicación, por eso consta de muchos componentes importantes que se 
muestran en la siguiente figura: 
 
 
Figura 4.1 Spring Framework 
 
El funcionamiento de Spring se basa en 2 conceptos básicos: 
 
- IoC (Inversion of Control): Patrón de inversión de control, también 
conocido como patrón de Hollywood. 
 
Este patrón se utiliza para aislar el código de la aplicación del entorno 
donde se ejecuta. De esta manera se consigue una alta cohesión entre 
componentes y muy pocos problemas en la aplicación si se cambia de 
entorno. En lugar de ejecutar nuestro programa en el sistema 
(programación tradicional) es el sistema quien ejecuta nuestro programa,  
con lo cual se invierte el control de la aplicación. 
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La definición de este concepto puede resultar un poco abstracta, pero en 
su implementación real en Spring su concepto se esclarece. 
 
En el núcleo de Spring se sitúa un componente llamado contenedor. 
Este contenedor se encarga de gestionar los objetos de la aplicación ( 
instanciándolos, resolviendo las dependencias entre ellos y 
entregándoselos a la aplicación cuando sea necesario) mediante una 
configuración establecida por el usuario. 
 
- Dependency Injection: Inyección de dependencias. 
 
La inyección de dependencias actúa conjuntamente con el contenedor 
IoC para satisfacer las dependencias que necesitan objetos de la 
aplicación, mediante el fichero de configuración.  
 
Todos estos mecanismos de abstracción también nos proporcionan una 
aplicación altamente testeable en cada una de sus capas. 
 
También se puede observar en el esquema que Spring dispone de otras 
funcionalidades como herramientas para el envío de email, soporte para 
peticiones HTTP multi-part, necesarias para la subida de ficheros y un largo 
etcétera. 
 
A continuación y para acabar de aclarar los conceptos adquiridos sobre Spring 
se expondrá un ejemplo del funcionamiento real del contenedor IoC y de la 
inyección de dependencias. 
 
 
Figura 4.2 Ejemplo de interfaz 
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El primer paso es definir una interfaz Java para modelar las funciones que 
deberá realizar el objeto necesario. 
 
La interfaz UtilsBean corresponde con el objeto que tiene funcionalidades 
varias, que proporciona un servicio común para diferentes secciones de la 
aplicación. En este ejemplo no se pretende entrar a explicar la utilidad de cada 
método definido. 
 
Una vez definidas las operaciones que debe realizar el objeto, se creará la 
clase Java que implemente dicha interfaz. 
 
Nótese que requiere el uso del objeto UserManager y de 2 Strings llamados 
“server” y “scriptpath”. 
 
Para resolver dichas dependencias se hará uso de las capacidades del 
container de Spring, definiendo las dependencias en el fichero de 
configuración. 
 
 
Figura 4.3 Configuración para inyección de dependencias 
 
Cuando se requiera la aparición de este objeto en otro, se realizará el mismo 
esquema de desarrollo. En el objeto donde queremos que aparezca se cargará 
una interfaz del tipo UtilsBean, y Spring se encargará de proporcionar el objeto 
necesario para dar soporte a esa interfaz. 
 
Por ejemplo: 
 
 
Figura 4.4 Ejemplo de objeto que requiere un componente 
 
La clase UploadVideoController requiere del uso de UtilsBean. Se define la 
interfaz y en el fichero de configuración, en el apartado correspondiente a 
UploadVideoController se hace referencia al objeto “utils” que se corresponde 
con un objeto Java llamado UtilsBeanImpl que implementa la interfaz 
UtilsBean. 
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Figura 4.5 Otro ejemplo de dependencias 
 
En este proyecto se utilizará la versión 2.5.6 de dicho Framework, que es la 
versión más actual en el momento de la realización del proyecto. 
4.2.1 Hibernate 
 
Es una potente herramienta de persistencia de objetos. Dispone de un lenguaje 
de consultas derivado del SQL muy potente y amigable llamado HQL. También 
permite, si es necesario, realizar las consultas con SQL nativo o con otras 
API’s, para realizar búsquedas avanzadas como por ejemplo Criteria. 
 
Su cometido se basa en mapear objetos a tablas en bases de datos 
relacionales y poderlos recuperar después. El funcionamiento de la tecnología 
se sustenta en los ficheros .hbm que definen cómo debe ser mapeada la clase 
en la base de datos. 
 
La integración con Spring es perfecta, ya que Spring se desarrolló para poder 
integrar nuevas tecnologías fácilmente. Además, era una medida ampliamente 
demandada por muchos programadores acostumbrados a esta potente 
herramienta.  
 
Los paquetes Spring DAO y Spring ORM se ocupan de ofrecer dicha 
integración y disponen de clases como HibernateDAOSupport con las cuales lo 
único necesario para construir un Hibernate DAO es configurarlo con el fichero 
necesario. En este caso ya no hace falta especificar el fichero .hbm. 
 
En dicha configuración se deben especificar 3 elementos muy importantes: 
 
- DataSource: define como se realizará la conexión a la base de datos: 
driver necesario, URL de la BBDD, usuario y contraseña. 
 
- SessionFactory: factoría donde se crearán las sesiones Hibernate 
necesarias para la manipulación de objetos. En este elemento hay que 
definir las propiedades necesarias para Hibernate como son el dialecto 
que utilizará y los objetos a mapear en la BBDD. En este proyecto se 
utiliza una Session Factory basada en anotaciones, es decir las 
propiedades de los objetos pueden ser descritas mediante anotaciones 
Java en el mismo objeto. 
 
- TransactionManager: es el encargado de gestionar las sesiones de 
Hibernate y las transacciones que se realicen.  
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Una vez configurado el escenario el programador solamente requiere extender 
de la clase HibernateDaoSupport para implementar un DAO. 
 
Se utilizará Hibernate versión 3 en la implementación. 
4.2.2 Spring MVC 
 
Spring MVC es un componente de alto nivel de la familia del Spring 
Framework. 
 
Su funcionamiento sigue el típico patrón MVC, es decir dispone de un 
DispatcherServlet a donde le llegan todas las peticiones de los usuarios. Luego 
en función de la configuración especificada en el fichero de Spring cada 
petición irá a un controlador determinado. 
 
Ofrece diversas clases de las que heredar para la implementación de los 
controladores. 
 
Un detalle importante de esta parte del framework es la posibilidad de mapear 
los datos que se deben enviar desde un formulario hacia la aplicación vía Web 
en objetos Java. Esto proporciona un buen método para, entre otras muchas 
cosas, no tener que preocuparse del formato en que está la página Web para la 
escritura de cadenas de caracteres. 
 
En el proyecto se ha implementado un modelo de datos Web alternativo al de 
la aplicación, para dar posibilidad a este intercambio de datos entre la 
aplicación y las vistas. 
 
A continuación se expone un ejemplo de un objeto de dicho modelo de datos: 
 
 
Figura 4.6 Objeto del modelo de datos Web 
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El objeto UserView se corresponde con el objeto del modelo de la aplicación 
llamado User. Contiene los datos personales del usuario y un booleano para 
indicar si se halla autenticado o no. 
 
En las vistas no se trabaja directamente con los objetos del modelo de la 
aplicación por una cuestión meramente de seguridad. Si se enviase un objeto 
User desde la aplicación hacia las vistas (que se encuentran en un contenedor 
de JSP’s independiente a la aplicación) y se interceptase, el usuario quedaría 
comprometido ya que se revelaría su contraseña. Por este motivo es mejor 
separar los modelos de datos y mantener los datos sensibles dentro de la 
aplicación. Así por ejemplo no se tiene porqué pasar la contraseña del usuario 
a las vistas. 
4.2.3 Spring Web Flow 2 
 
Spring Web Flow 2 [9] es una extensión del módulo MVC del Spring 
Framework.  
 
 
 
Figura 4.7 Spring Web Flow 2 
 
Su cometido es exclusivamente definir flujos de páginas en la aplicación, 
permitiendo reutilizarlos. Está basado también en el uso de un fichero de 
configuración XML. En este caso se debe definir un fichero para configurar 
Web Flow y otro para cada flujo que se quiera definir.  
 
La integración con MVC es perfecta: como se puede observar en el gráfico  
anterior Web Flow está construido como extensión a MVC, pudiendo por 
ejemplo utilizar MVC para buscar las vistas necesarias. 
 
Los módulos adicionales Spring Faces y Spring JavaScript no se han utilizado 
por cuestión de tiempo. 
 
En la definición de los flujos se especifican las vistas y las acciones a 
realizarse. Por ejemplo cuando se presione un determinado botón y se 
produzca una petición que vaya a una función determinada de un Controller. 
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En este caso los Controllers serán implementados heredando de la clase 
FormAction que proporciona los métodos necesarios para la validación y 
utilización de los formularios.  
 
A continuación se expone un ejemplo de definición de un flujo. Primero se hará 
una definición gráfica del flujo: 
 
 
Figura 4.8 Ejemplo de definición de flujo 
 
Este es el flujo que realiza las funciones correspondientes a la búsqueda de 
usuarios y peticiones de amistad. 
 
1) Se dispone de una vista llamada friends que muestra el formulario de buscar 
amigos. 
 
2) Cuando se envían los datos se procesan y se muestran los resultados en 
otra vista llamada searchfriendresults que consiste en un formulario para 
agregar a los amigos que se hayan encontrado en el paso 1). 
 
3) Cuando se selecciona un usuario para agregar, se procesa, se realizan las 
acciones necesarias y vuelve a la vista friends. 
 
Una vez definido gráficamente se describirá el fichero de configuración: 
 
En la definición del flujo se pueden encontrar varios elementos: 
 
- View-state: definición de una vista. 
- Action-state: definición de una acción a realizar. 
- On-render: definición de la acción a realizar cuando se muestre la vista. 
En este caso se construyen los objetos necesarios para los formularios. 
1
 
 
 
 
 
2 
 
 
 
 
 
3 
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- Transition: definición de una transición de un estado a otro. Por ejemplo 
cuando se produzca el evento “showpossiblefriends” la ejecución saltará 
al estado “processSearchFriends”. 
- Evaluate expression: utilizado para llamar a los Controllers gestionados 
por Spring para realizar las funciones necesarias para la aplicación. 
 
 
Figura 4.9 Ejemplo de fichero de configuración de un flujo de Web Flow 
En la aplicación final, los procesos de registro, búsqueda y agregación de 
amigos están implementado con Spring Web Flow 2. 
4.2.4 Spring Web Services 2. 
 
La interfaz de comunicación Web Service  se ha decidido implementar con un 
módulo de Spring que da soporte a Web Services llamado Spring Web 
Services 2 [10]. Se ha elegido esta implementación dado que se integra muy 
bien con todo el resto del proyecto, ya que corresponde a una arquitectura 
similar. 
 
Su funcionamiento también sigue el patrón MVC, dispone de un servlet8 donde 
recoge todas las peticiones HTTP/SOAP y un mecanismo para redirigir dichas 
peticiones a los Controllers necesarios. Esta parte del proyecto también 
dispone de un modelo propio de datos de manera análoga a la parte Web. Las 
vistas en este caso se limitan a mensajes XML. 
 
                                            
 
8  Servlet: Objeto Java que se ejecuta en un servidor y actúa como un servidor Web: recibe 
peticiones HTTP, las procesa y retorna una respuesta. 
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Cuando se desarrollan Web Services hay 2 aproximaciones: “Contract-Last” y 
“Contract-Fist”. La primera se basa en, primero escribir el código de la 
aplicación y después generar el archivo WSDL a partir de este código. La 
segunda se basa en primero definir el archivo WSDL y después implementar el 
código. 
 
Spring WS se basa en la aproximación “contract-first” para implementar los 
Web Services. 
 
Es mucho más óptimo optar por esta segunda opción ya que proporciona 
ventajas como: 
 
- Superar la fragilidad de Contract-Last: Con contract-last si se cambia 
cualquier código del servidor también se debe modificar el contrato del 
servicio (WSDL), con lo cual los clientes deberían cambiar su 
implementación. Además si se genera automáticamente el fichero WSDL 
se pueden tener problemas porque no todas las pilas SOAP generan el 
mismo fichero a partir del mismo código. Si se utiliza Contract-First 
definise definen primero los datos y así se puede modificar el código de 
servidor sin modificar el fichero de definición. 
 
- Control sobre los datos a transmitir: Con contract-last la transformación 
de objetos a XML se realiza de forma automática y no se dispone de 
ningún control sobre ésta. Con Contract-first primero se definen los 
mensajes XML y después se generan los objetos. 
 
Las transformaciones de mensajes XML a objetos se realizará con JAXB2 que 
se explicará en el siguiente apartado. 
 
A continuación se muestra un ejemplo del fichero de configuración para Web 
Flow. 
 
En este fichero se definen los endpoints que se corresponden con la idea de un 
Controller WS: 
 
 
Figura 4.10 Endpoint Web Service 
También se especifica un mecanismo de transformación de XML a objetos 
Java, en este caso se trata de JAXB2 que se explicará en el siguiente capítulo. 
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Figura 4.11 Configuración JAXB2 
 
Y por último se define un objeto que se encargará de delegar las peticiones a 
los endpoints correspondientes. En este caso se hará en función del tipo de 
mensaje XML; también se define un objeto para generar el fichero WSDL y un 
objeto que representa el esquema xsd de definición de los mensajes a 
transmitir. 
 
 
Figura 4.12 Otros elementos de Web Flow 
 
Los pasos para realizar un Web Service con esta tecnología son: 
1) Definir el mensaje XML a transmitir. 
2) Definir el esquema XSD para los mensajes XML. 
3) El fichero WSDL es generado por Spring WS de manera limpia. 
4) Crear los objetos Java a partir de los mensajes XML con la tecnología 
necesaria. 
5) Implementar el código del servidor. 
4.2.4.1 JAXB2 
 
JAXB2 son las siglas de Java Architecture for XML Binding 2. 
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Esta tecnología como su nombre indica se utiliza para crear objetos Java a 
partir de mensajes XML. 
 
Se utiliza en el proyecto en dos puntos: 
 
- Definición del servicio: cuando se define el esquema XSD, los objetos 
Java se crean mediante esta tecnología. Los objetos se crean a partir 
del esquema XSD. 
 
- Uso del servicio: cuando el servicio está en funcionamiento se utiliza 
esta tecnología tanto para envío (se transforma objeto a XML) o 
recepción (mapeo de XML a objeto). 
 
4.2.4.2 Servlet XSD 
 
Para dar soporte a esta tecnología también se ha desarrollado un Servlet en la 
aplicación que retorna el fichero XSD requerido. 
 
Este componente puede ser muy útil para desarrollar Web Services para esta 
aplicación, ya que muchos IDE’s disponen de herramientas de edición de XML 
que tienen soporte para autocompletar ficheros XML a partir de XSD remotos. 
4.2.5 FFMPEG 
 
Se utiliza la herramienta FFMPEG para realizar funciones de transcodificación. 
Cuando se sube un video al sistema, se llama a FFMPEG mediante el uso de 
unos scripts. Esta herramienta crea una copia del video en formato FLV para 
ser reproducido por un reproductor flash y una imagen en formato png del 
primer fotograma para ser mostrada como miniatura. 
 
Se utilizará la versión SVN-r18822. 
4.3 Tecnologías para realizar las vistas. 
4.3.1 JSP + JSTL 
 
Para realizar el componente correspondiente a las vistas se ha decidido utilizar 
la tecnología JSP (Java Server Pages). Esta tecnología se basa en compilar en 
Java la página Web antes de transformarla a un formato legible por el 
navegador. 
 
Esto proporciona un soporte para crear dinamismo en las páginas Web, 
permitiendo introducir código Java en las mismas páginas que será ejecutado 
en el servidor. El comportamiento de una página JSP se asemeja al 
comportamiento de un Servlet. 
 
Si se quiere realizar operaciones complejas como iteraciones, acceso a 
objetos, etc., se dispone de los taglibs que son extensiones de la sintaxis de 
etiquetas que provee JSP. 
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En el ámbito de este proyecto se ha utilizado las taglibs proporcionadas por 
Sun llamadas JSTL (JavaServerPages Standard Tag Library). Con las taglibs 
JSTL se dispone de acceso a una sintaxis llamada Unified Expression 
Language que facilita el acceso a los objetos a los JSP’s. 
 
También se han utilizado taglibs propias del Spring Framework para el mapeo 
de objetos del modelo Web a los formularios de las vistas. A continuación se 
define un pequeño ejemplo. 
 
 
Figura 4.13 Ejemplo de una página con JSP + JSTL 
Se puede observar como se realiza una iteración con los taglibs JSTL(etiquetas 
c:) y el lenguaje Unified Expression Language (sintaxis en negro). 
4.3.2 Apache Tiles 2 
 
Apache Tiles 2 [11] proporciona soporte para diseñar una interfaz gráfica 
sencilla, efectiva y reutilizable. 
 
Su funcionamiento se basa en la definición de plantillas para la aplicación, 
donde se especifica para cada página los componentes visuales de los que 
dispone. 
 
Se debe especificar también un fichero JSP que hará de plantilla. 
 
Las vistas que se quieran realizar se deben implementar por separado y 
después especificarlas en el fichero de definición de plantillas. 
 
A continuación se expone un ejemplo de dicha tecnología. 
 
 
Figura 4.14 Ejemplo de Apache Tiles 2 
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La vista uploadvideo se basa en la plantilla withoutsidetemplate.jsp y dispone 
de 3 componentes: header (menu.jsp), main (uploadvideo.jsp) y footer 
(footer.jsp). 
 
Si se observa la plantilla se verán referencias a dichos elementos: 
 
 
Figura 4.15 Atributos Tiles en un JSP 
 
Se observa como mediante taglibs de tiles se llaman a los atributos necesarios. 
 
A continuación comprobamos que Tiles es transparente para la implementación 
de las vistas, ya que en uploadvideo.jsp no se debe realizar ningún cambio al 
introducir dicha tecnología. 
 
 
Figura 4.16 JSP + JSTL 
La integración con Spring Framework en teoría es perfecta. Spring Framework 
ofrece un objeto para configurar el sistema de Tiles. En la práctica existen 
ciertos bugs en este objeto que seguro se solucionaran en futuras versiones. 
Se ha podido parchear estos problemas gracias a Juergen Hoeller y Richard Jr 
Barabé [12] que desarrollaron su propio configurador del sistema de Tiles. 
Dicha implementación esta incluida en el package mediabook.util 
 
A continuación se incluye un ejemplo de una plantilla de la aplicación. 
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Figura 4.17 Plantilla de la aplicación. 
 
La parte superior (menú), inferior (footer) y los márgenes izquierdos y derechos 
y el espacio central son los elementos de esta plantilla. En estos elementos se 
pueden introducir cualquier página mediante el fichero de configuración. 
4.3.3 CSS 
 
En el proyecto se ha utilizado un sistema de estilos para las vistas. 
 
Se ha utilizado la tecnología CSS (Cascade Style Sheets) separando el 
contenido de la presentación al máximo nivel. 
 
La mayoría de componentes de las vistas se han diseñado utilizando capas 
HTML (se corresponde con el tag html <div>) y modificando su posición gracias 
a las hojas de estilo CSS. También se han incluido imágenes de fondo gracias 
a CSS. 
 
Al fin y al cabo el aspecto de la interfaz gráfica (colores, letras, imágenes 
estáticas, etc..) se podría decir que se sustenta sobre CSS. 
4.3.4 AJAX 
 
AJAX son las siglas de Asynchronous JavaScript and XML. 
 
Este conjunto de tecnologías se emplea hoy en día en la mayoría de 
aplicaciones Web 2.0, ya que proporciona un aspecto visual nunca visto hasta 
ahora. 
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AJAX permite la ejecución de peticiones HTTP asíncronas. Este hecho supone 
una revolución al típico concepto de petición-respuesta en el que se basa 
HTTP. Cuando se visualiza una página que dispone de AJAX, la comunicación 
con el servidor HTTP queda abierta en segundo plano, lanzando los objetos 
que la página requiere. Esto supone que la página puede cambiar sin 
necesidad de recargarla. 
 
Este nuevo concepto se puede utilizar para dotar a la página de un aspecto 
gráfico lleno de dinamismo. Las páginas que disponen de AJAX en su diseño 
parece que sean completamente interactivas. 
 
Un ejemplo de esta tecnología es cuando en la aplicación Facebook® se 
realizan búsqueda y se autocompletan con el nombre de posibles usuarios. 
 
Por cuestiones de tiempo su implementación en este trabajo ha quedado 
cancelada, pero el proyecto está preparado para su implantación, ya que 
Spring proporciona un componente para ello llamado Spring JavaScript. 
 
4.4 Resumen de tecnologías de la aplicación. 
 
Con el siguiente gráfico se pretende resumir las tecnologías utilizadas en la 
aplicación: 
 
 
Figura 4.18 Resumen de tecnologías 
 
 
Los componentes pintados de color naranja pertenecen a la sección Web 
Services de la aplicación.  
 
Los componentes pintados de color azul pertenecen a la sección Web de la 
aplicación. 
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En el esquema se puede observar como interactúan los diferentes módulos de 
la aplicación. 
 
Los componentes propios de la aplicación se encuentran en la sección Core, ya 
que estos objetos están gestionados por el contenedor IoC de Spring. 
 
La interacción con la BBDD se realiza mediante los módulos Spring ORM: 
Hibernate y Spring DAO. La comunicación se realiza mediante el lenguaje 
HQL. 
 
Las peticiones HTTP se recogen en el Servlet Web, después se pasan al 
sistema Tiles para determinar si hay alguna vista para esa petición, si se 
determina que no hay ninguna, se delega la petición al sistema Web Flow. 
Aquí, se realiza el mismo funcionamiento: sino se encuentra ningún flujo que se 
ajuste a las peticiones pasa a la petición al sistema Web MVC donde habrá un 
controlador asignado para esta petición, si esto no es así saltará una excepción 
que indicará dicho error. Los controladores utilizarán los componentes de la 
aplicación que se encuentran en el Core. 
 
Las peticiones HTTP/SOAP siguen un funcionamiento similar. Se intenta 
determinar si para una petición en concreto hay determinado un componente 
del sistema de Web Service. Si esto no es así, se devuelve un error al cliente. 
Los Endpoints utilizan los componentes de la aplicación que se encuentran en 
el core. 
 
La aplicación final debe tener instalado y funcionando un pequeño módulo de 
transcodificación basado en FFMPEG. 
 
Toda la aplicación debe estar desplegada sobre un contenedor de aplicaciones 
que soporte Servlet’s y JSP. 
4.5 Entorno de pruebas de la aplicación 
 
En este apartado se describirá el escenario definido para las pruebas de la 
aplicación. 
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Figura 4.19 Entorno de Test de la aplicación 
Se dispone de 2 clientes: un navegador Web cualquiera y un cliente para 
Servicios Web llamado SoapUI que se comunican con la aplicación con sus 
correspondientes protocolos. 
 
Dado que toda la comunicación es transmitida sobre HTTP y este protocolo 
atraviesa los cortafuegos, esta infraestructura puede encontrarse en una red 
privada o en una red pública. 
 
SoapUI es una suite para test de Web Services. Se basa en construir mini-
clientes para cada servicio a partir del fichero WSDL. Se ha decidido utilizar 
SoapUI en vez de escribir un cliente determinado por qué así se asegura una 
interoperabilidad de los servicios. Si se hubiera optado por escribir un cliente, 
por ejemplo con Spring WS, no se hubiera podido asegurar que un cliente con 
otra tecnología pudiera soportar los servicios ofrecidos. A continuación se 
exponen diferentes capturas de pantalla de SoapUI donde se puede apreciar 
las peticiones creadas a partir del fichero WSDL y las respuestas generadas 
por la sección Web Services de la aplicación. 
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Figura 4.20 Capturas de pantalla de SoapUI 
 
En los anexos existe una ampliación de dichas capturas de pantalla donde se 
pueden apreciar mejor los detalles. 
 
La parte del servidor de la aplicación se compone de diferentes elementos: 
 
- Servidor de aplicación: la aplicación Web se encuentra hospedada en un 
servidor Apache Tomcat 6.0.18. Este servidor dispone de soporte para 
servlets y JSP’s. 
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- MySQL Server: servidor para bases de datos. Se ha decidido utilizar 
esta tecnología puesto que es una de las más utilizadas y proporciona 
un rendimiento y escalabilidad acorde con los objetivos del proyecto. 
 
- FFMPEG: existe un módulo de transcodificación de media que se ha 
implementado mediante unos scripts que llaman a FFMPEG.  
 
4.6 Navegación Web de la aplicación. 
 
A continuación se hará un breve recorrido por las pantallas de la aplicación. 
 
Esta pantalla se corresponde con el índice de la aplicación. En ella un usuario 
se puede autenticar o registrarse. 
 
 
Figura 4.21 Index 
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Si el usuario desea registrarse debe pasar por 3 pantallas: 
 
Primero debe pasar por un formulario donde se le pedirán datos personales. 
 
 
Figura 4.22 Primer Paso registro 
 
A continuación podrá introducir opcionalmente datos sobre sus estudios. 
  
 
Figura 4.23 Registro paso 2 
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Por último podrá introducir opcionalmente datos sobre sus empleos. 
 
 
Figura 4.24 Registro paso 3 
 
Cuando un usuario quiere buscar amigos se le envía hacia la siguiente vista, 
donde se puede especificar el método de búsqueda. También se visualiza una 
lista con los amigos del usuario. 
 
 
Figura 4.25 Búsqueda de usuarios 
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Una vez realizada la búsqueda los resultados son mostrados en un formulario 
que permite visualizar el perfil del futuro amigo o agregarlo. 
 
 
Figura 4.26 Resultado búsqueda de usuarios 
 
Cuando un usuario recibe una notificación de amistad se le notifica en el menú 
de la siguiente manera: 
 
 
Figura 4.27 Notificación pendiente 
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Esta imagen muestra una notificación, la cual se puede aceptar o denegar. 
 
 
Figura 4.28 Notificación 
 
 
Si el usuario desea aportar videos a la aplicación, los podrá subir mediante la 
siguiente vista, donde se muestra un enlace al formulario de subir videos y una 
lista de los videos del usuario. 
 
 
Figura 4.29 Upload Video 
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Una vez subido el video, se puede visualizar en la siguiente vista: 
 
 
Figura 4.30 Visualización video 
 
Esta vista se corresponde con el perfil de usuario, donde se pueden observar 
los datos personales, los datos de los estudios y los datos de los empleos. En 
la izquierda, aparece una lista de amigos y a la derecha una lista de sus videos. 
En la parte inferior, aparece una lista de comentarios que han dejado otros 
usuarios. 
 
 
Figura 4.31 Perfil con amigos, comentarios y videos 
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Vista de gestión que permite eliminar usuarios, eliminar videos y eliminar 
relaciones de amistad. 
 
 
Figura 4.32 Vista de gestión 
 
4.7 Otras tecnologías utilizadas. 
4.7.1 Maven 
 
En un gran proyecto, normalmente, se tiene un gran número de librerías (por 
ejemplo sólo con descargar de los repositorios el Spring Framework se 
descargan infinidad de dependencias). 
 
Surge un problema cuando se quiere hacer una distribución (ya sea para 
desarrolladores del proyecto o para el público en general) ya que al tener 
tantas librerías, el proyecto ocupa demasiado espacio. Aparte del problema 
anterior, el programador debe añadir manualmente las librerías al proyecto una 
vez las haya podido descargar. 
 
Maven surge para solventar este problema, se basa en la existencia de unos 
repositorios de librerías donde se guardan éstas. Cuando el proyecto se instala 
por primera en el ordenador Maven sabe gracias a un fichero llamado pom.xml 
que librerías debe descargarse de los repositorios. 
 
Hoy en día la aplicación se ha extendido tanto que se le puede dar otros usos 
como el de creación de sistema de ficheros adecuado a un tipo de aplicación u 
otra, o utilizar plug-ins que permiten el despliegue remoto de la aplicación. 
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4.7.2 Subversion 
 
Tal y como su propio nombre indica es un sistema de versiones. Su 
funcionamiento se basa en mantener copias de un proyecto en un repositorio, 
pudiendo recuperar cualquier versión de los datos guardados. 
 
Su uso está ampliamente extendido. Es muy útil para gestionar proyectos en 
grupo, ya que permite determinar quien ha subido una determinada parte del 
proyecto, si una persona decide guardar un componente erróneo se puede 
volver a una versión anterior sin mayores problemas, etc. 
 
En el ámbito de este proyecto se ha utilizado subversion como medida de 
seguridad para realizar copias del proyecto, ya que no tenía sentido utilizar su 
potencial para el desarrollo en grupo, cuando sólo se dispone de un 
programador. 
4.8 Escenario de desarrollo de la aplicación. 
 
El proyecto se ha llevado a cabo utilizando Eclipse IDE versión 3.4.1 y una 
serie de plug-ins que se detallará a continuación: 
 
- M2Eclipse: plug-in para Maven2. 
- Subclipse: plug-in para Subversion. 
- Spring IDE: plug-in para desarrollar elementos de Spring Framework 
- Sysdeo Tomcat plugin: plug-in para gestionar el servidor Apache 
Tomcat. 
- XJC: Plugin para JAXB2. 
- Omondo: Plugin para UML. 
 
Los diagramas se han realizado con ConceptDraw PRO para Mac. 
 
También se han utilizado herramientas de monitorización y gestión de bases de 
datos MySQL como son Query Browser o SQLAdmin. 
 
Para el diseño de la interfaz visual se ha utilizado Adobe Dreamweaver CS4 y  
Adobe PhotoShop CS4. 
 
La documentación se ha escrito con Office 2008 for Mac. 
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CAPÍTULO 5. PLANIFICACIÓN  
 
En el siguiente capítulo se describen las tareas que se han llevado a cabo para 
realizar este proyecto, describiéndolas y definiendo las fechas de realización. 
Se acompañan las tareas con una representación visual: 
 
 
Figura 5.1 Planificación 
 
Primero se realizó un aprendizaje sobre Spring Framework, asumiendo los 
conceptos mediante el desarrollo de pequeños ejemplos. 
 
Una vez adquiridos los conocimientos suficientes se hizo una primera versión 
del diseño que tendría la aplicación en lo que se refiere al Spring Framework. 
 
A continuación se hizo un estudio sobre el modelo de datos que la aplicación 
debería contener. 
 
Una vez decidido el modelo de datos a seguir, se realizó una implementación 
de la capa de persistencia de la aplicación. Esta capa es muy importante dado 
que es la base de la aplicación. A medida que se desarrollaban nuevas 
funcionalidades de esta capa se iban testeando para asegurar un 
funcionamiento correcto y minimizar la fase posterior de test.  
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Paralelamente se desarrollaba la capa de lógica de negocio, integrando cada 
nueva funcionalidad con la capa de persistencia. Para el desarrollo de esta 
capa, también se seguía la aproximación de primero desarrollar una 
funcionalidad y después testearla antes de pasar a otra operación. 
 
Una vez estable las lógicas de negocio y los mecanismos de persistencia, se 
empezó a diseñar la capa de presentación. El diseño se basó en separar al 
máximo la parte de Web Services y la de HTTP, pero permitiendo que 
compartieran las mismas interfaces de comunicación con las capas inferiores. 
Una vez diseñada esta capa se implementó con unas vistas simples. 
 
Cuando las funcionalidades de la aplicación funcionaban correctamente con 
unas vistas muy simples, se decidió utilizar nuevas tecnologías para mejorar el 
funcionamiento de esta capa. Se implantó Spring Web Flow 2 y Apache Tiles 
para este cometido. 
 
Una vez realizado todo este proceso se testeó el correcto funcionamiento de la 
aplicación y se corrigieron los errores que se fueron encontrando. 
 
A continuación se describe en una tabla las horas de dedicación al proyecto. 
 
Tabla 5-1 Horas de dedicación 
TAREA DESCRIPCIÓN TIEMPO 
Estudio previo Estudio sobre Spring Framework 60 h 
Diseño Diseño estructura Spring Framework 12 h 
Diseño Diseño modelo de datos y capa de 
persistencia 
28 h 
Implementación Implementación de la capa de persistencia 40 h 
Diseño Diseño de la capa de lógica de negocio. 12 h 
Implementación Implementación de la capa de lógica de 
negocio 
48 h 
Diseño Diseño de la capa de presentación 20 h 
Implementación Implementación de la capa de presentación. 40 h 
Implementación Implementación de mejoras visuales sobre la 
capa de presentación 
20 h 
Test Testeo y corrección de errores. 60 h 
Documentación Documentación. 100 h 
 
 
En total 440 h de dedicación, que se corresponden con la recomendación de 
420 h de carga lectiva. 
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CAPÍTULO 6. CONCLUSIONES 
6.1 Objetivos cumplidos 
 
En la especificación del proyecto se definieron unos objetivos a cumplir. Para 
obtener todas las funcionalidades se han utilizado una serie de tecnologías que 
han ayudado en la implementación y su desarrollo, así como en actualizaciones 
o modificaciones futuras. 
 
El objetivo principal que se ha conseguido es la creación de una prueba de 
concepto de una red social, donde los usuarios puedan interactuar entre ellos y 
añadir contenidos. 
 
Para poder implementar el objetivo principal y sus especificaciones concretas 
se ha utilizado el lenguaje de programación Java. El núcleo de la aplicación se 
sustenta sobre Spring Framework, implementado diferentes patrones de diseño 
como el patrón DAO y el patrón MVC. 
 
Otro requisito principal del proyecto era la persistencia de datos. Para cumplir 
este objetivo se ha utilizado una base de datos MySQL y el soporte del Spring 
Framework para Hibernate. 
 
La aplicación debía ser accesible desde un navegador Web. Para desarrollar 
estas funcionalidades se ha hecho uso del módulo Spring MVC, Spring Web 
Flow 2 y Apache Tiles 2, consiguiendo una navegación dinámica y basada en 
plantillas. 
 
También debía ser implantada a una interfaz de acceso al sistema para 
entornos remotos. Para este cometido se ha hecho uso de la tecnología Web 
Service. De esta forma se provee una interfaz de comunicación estandarizada 
para la interacción con el sistema. 
6.2 Impacto medioambiental 
 
El impacto medioambiental de este proyecto se basa sobretodo en 2 
conceptos: el consumo de energía y la no utilización de materiales de 
almacenamiento de contenidos. 
 
En el desarrollo del proyecto se ha dispuesto de 2 equipos encendidos: el 
equipo de desarrollo y un servidor para las copias de seguridad del proyecto 
que debía estar siempre encendido. El uso de estos equipos supone un alto 
consumo de energía. Se debería haber reflexionado si realmente era necesario 
mantener el equipo de copias de seguridad siempre encendido, por ejemplo se 
podría haber desconectado durante las noches con el ahorro consiguiente de 
energía. 
 
En este proyecto se trata de desarrollar una herramienta telemática que 
permita a los usuarios interactuar entre ellos pudiendo compartir contenidos 
como por ejemplo videos o fotos. Al poder visualizar directamente los videos en 
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el navegador, se produce un ahorro sobre los soportes físicos de 
almacenamiento de contenidos como CD’s, DVD’s, o papel fotográfico etc., que 
están compuestos por materiales difícilmente biodegradables y altamente 
contaminantes. 
6.3 Líneas futuras 
 
Como líneas futuras se podría realizar una mejora visual de la aplicación 
introduciendo AJAX o Flash en las vistas. 
 
Se podría implementar un mecanismo de búsqueda de usuarios basado en la 
teoría de los seis grados de separación. (Ver capítulo 1). 
 
También se debería permitir una mayor capacidad de gestión de los 
contenidos, incluyendo la posibilidad de hacer los contenidos públicos o 
privados. 
 
Añadir seguridad a la aplicación dado que no estaba contemplada en los 
objetivos del proyecto. 
 
Para la implantación real de la aplicación se requiere un escenario donde la 
escalabilidad y el rendimiento son factores a tener en cuenta. Por eso, una 
nueva línea a seguir sería estudiar la posibilidad de implementar un sistema de 
balanceo de carga. Para este cometido se disponen de diferentes alternativas 
como utilizar un sistema de transcodificación asíncrono y externo en lugar de 
utilizar el software ffmpeg. 
 
6.4 Conclusiones personales 
 
La realización de este trabajo me ha proporcionado conocimientos en la 
elaboración de proyectos. En el inicio del mismo no tenía ningún conocimiento 
del Spring Framework. 
 
Gracias a este proyecto, a día de hoy se puede decir que he aprendido mucho 
sobre el desarrollo con Spring Framework, y actualmente estoy trabajando en 
otro proyecto basado en Spring Framework.  
 
También he visto las dos aproximaciones para poder desarrollar Web Services, 
lo cual me ha resultado interesante ya que hasta este proyecto solo había 
desarrollado Web Services mediante la aproximación Contract-Last. 
 
Y para mi, lo más importante de todo es que he ganado en capacidad de 
adaptación y aprendizaje de nuevas tecnologías. 
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Documentación gracias a proyectos similares: 
 
MediaTeca: Proyecto de i2cat (www.i2cat.net) para construir un portal de 
almacenamiento de videos. 
 
OurBook: Proyecto de unos alumnos de ingeniería superior de 
Telecomunicaciones en la EPSC similar a este TFC. 
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GLOSARIO 
 
Por orden de aparición en el texto: 
 
AJAX: Asynchronous JavaScript and XML. Conjunto de tecnologías para crear 
una página Web con ejecución asíncrona. 
 
API: Applicattion Programming Interface. Conjunto de funciones que ofrece una 
determinada librería. 
 
XML: eXtensible Markup Language. Lenguaje abierto y estandarizado para la 
comunicación entre sistemas. 
 
CSS: Cascade Style Sheet. Hojas de estilo para páginas HTML. 
 
RSS: Really Simple Sindication. Tecnología para hacer sindicación de 
contenidos. 
 
UML: Unified Modeling Language. Lenguaje estandarizado utilizado para 
modelado de software. 
 
CRC: Class Responsability Collaborator. Estas tablas o tarjetas se utilizan para 
modelado de software. 
 
BBDD: Base de datos. Son utilizadas para almacenar datos. 
 
FLV: Formato de fichero de video propietario de Adobe para ser reproducido 
con un Flash Player. 
 
HTTP: Hyper Text Transport Protocol. Protocolo de aplicación principalmente 
utilizado en la navegación Web.  
 
TCP: Transmission Control Protocol. Protocolo de transporte de datos. Es 
orientado a conexión y fiable. 
 
MVC: Modelo-Vista-Controlador. Patrón de diseño de software basado en 3 
capas. 
 
DAO: DataAccessObject. Patrón de diseño de software utilizado para superar 
las dificultades que pueda presentar una base de datos. 
 
WSDL: Web Service Description Language. Lenguaje de descripción de 
servicios Web. Se especifica las operaciones que soporta un servicio, el 
esquema XSD de los mensajes a transmitir y en definitiva todos los datos 
necesarios para poder utilizar dicho servicio. 
 
FTP: File Transfer Protocol. Protocolo de aplicación utilizado para transportar 
grandes cantidades de datos. 
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XML-RPC: eXtensible Markup Language- Remote Procedure Call. Es una 
tecnología para realizar llamadas a aplicaciones remotas. Esta tecnología es la 
predecesora de los Web Services. 
 
SOAP: Simple Object Access Protocol. Protocolo para que dos aplicaciones 
distintas puedan compartir un objeto transmitido entre ellas mediante mensajes 
XML. 
 
UDDI: Universal Description Discovery and Integration. Catálogo para registrar 
Web Services. 
 
Framework: Proyecto de software que determina una metodología y 
funcionalidades  para dar soporte a otros proyectos de software que se 
construyan sobre él. 
 
Servlet: Objeto Java que se ejecuta en un servidor y actúa como un servidor 
Web: recibe peticiones HTTP, las procesa y retorna una respuesta. 
 
Web Services: Servicios Web. Conjunto de protocolos y tecnologías para 
intercomunicar sistemas independientes, compartiendo datos transmitidos 
mediante XML.  
 
Java: Lenguaje de programación orientado a objetos. 
 
JSP: Java Server Pages. Páginas que son compiladas en un contendor y 
entregadas al navegador en formato HTML. 
 
HQL: Hibernate Query Language. Extensión del lenguaje SQL para Hibernate. 
 
SQL: Structured Query Language. Sintaxis necesaria para realizar todo tipo de 
operaciones sobre las bases de datos. 
 
ORM: Object Relational Mapping. Mapeo de objetos a bases de datos 
relacionales. 
 
URL: Uniform Resoruce Locator. Identificador único de un recurso. Caracteres 
que localizan un recurso (Documento, página Web, llamada a un sistema, etc.) 
en Internet. 
 
XSD: XML-Schema definition. Fichero que define cómo debe ser formado un 
fichero XML. 
 
JSTL: Java Server pages Standard Tag Library. Librerías para extender el 
funcionamiento de los ficheros JSP. 
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ANEXOS 
 
1. Capturas pantalla SoapUI 
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2. Descripción de los casos de uso. 
 
Tabla A-1 Especificación caso de uso login. 
NOMBRE Login 
DESCRIPCIÓN Caso de uso para autenticarse contra el sistema. 
ACTORES Usuario no autenticado. 
FLUJO 
NORMAL 
1) El usuario introduce nombre y contraseña. 
2) Click al botón enviar. 
3) Entra en el perfil de usuario. 
FLUJO 
ALTERNATIVO 
1) El usuario introduce nombre y contraseña. 
2) Click al botón enviar. 
3) Si los datos no son correctos se redirige a la página de 
login. 
ENTRADA Datos de usuario (Nombre y contraseña). 
SALIDA Autenticación contra el sistema y visualización del perfil si los 
datos son correctos. 
 
Tabla A-2 Especificación caso de uso de registro 
NOMBRE Registro 
DESCRIPCIÓN Caso de uso para darse de alta en el sistema. 
ACTORES Usuario no autenticado. 
FLUJO 
NORMAL 
1) El usuario se quiere registrar. 
2) Se muestra un formulario de datos personales. 
3) Se muestra un formulario para introducir estudios 
(Opcional). 
4) Se muestra un formulario para introducir trabajos 
(Opcional). 
FLUJO 
ALTERNATIVO 
Si se produce un error al introducir los datos, se mostrará la 
página del formulario. 
ENTRADA Datos personales, datos de estudios y datos de trabajos. 
SALIDA Creación de un nuevo usuario si los datos introducidos son 
correctos. 
 
Tabla A-3 Especificación caso de uso buscar amigos 
NOMBRE Buscar amigos 
DESCRIPCIÓN Caso de uso para buscar un amigo en el sistema. 
ACTORES Usuario autenticado y usuario administrador. 
PRECONDICIONES Usuario autenticado. 
FLUJO NORMAL 1) El usuario quiere buscar a un amigo 
2) Se muestra el formulario para buscar por 
diferentes métodos: por nombre, ciudad, escuela o 
empresa. 
3) Se muestra el resultado de la búsqueda. 
ENTRADA Depende del método de búsqueda pueden ser: nombre, 
ciudad, escuela o empresa del amigo al que busca. 
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SALIDA Formulario con los posibles amigos que ha encontrado el 
sistema 
 
Tabla A-4 Especificación caso de uso agregar amigos 
NOMBRE Agregar amigos 
DESCRIPCIÓN Caso de uso para agregar a un amigo. 
ACTORES Usuario autenticado y usuario administrador. 
PRECONDICIONES Usuario autenticado. 
FLUJO NORMAL 1) El usuario quiere agregar a un amigo. 
2) Se muestra el formulario para buscar por 
diferentes métodos: por nombre, ciudad, escuela o 
empresa. 
3) Se muestra el resultado de la búsqueda. 
4) Selecciona un resultado de la búsqueda y agrega 
al amigo pudiéndole dejar un comentario. 
ENTRADA Depende del método de búsqueda pueden ser: nombre, 
ciudad, escuela o empresa del amigo al que busca. Se 
puede especificar también un comentario para que se le 
muestre al usuario que se quiere agregar. 
SALIDA Se lanza una notificación al usuario seleccionado con el 
nombre de usuario y comentario del usuario que le quiere 
agregar. 
 
Tabla A-5 Especificación caso de uso ver contenidos de un amigo 
NOMBRE Ver contenidos de un amigo 
DESCRIPCIÓN Caso de uso para ver contenidos de un amigo. 
ACTORES Usuario autenticado y usuario administrador. 
PRECONDICIONES Usuario autenticado. 
FLUJO NORMAL 1) El usuario quiere ver los contenidos de un amigo. 
2) Si ya son amigos le aparecerá una foto del amigo 
en su perfil. 
3) Hará click en la imagen y se le reenviará hacia el 
perfil de su amigo. 
FLUJO 
ALTERNATIVO 
1) El usuario quiere ver los contenidos de un amigo. 
2) Si todavía no son amigos se puede acceder a este 
caso de uso mediante la búsqueda de usuarios. 
3) Se muestran los resultados de la búsqueda. 
4) Si el usuario hace click en la imagen del usuario se 
le reenviará hacia el perfil del usuario. 
ENTRADA Se debe hacer click en la imagen del usuario. 
SALIDA Se visualiza el perfil del usuario que se desea ver. 
 
Tabla A-6 Especificación caso de uso dejar un comentario a un amigo 
NOMBRE Dejar un comentario a un amigo 
DESCRIPCIÓN Caso de uso para dejar un comentario a un amigo. 
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ACTORES Usuario autenticado y usuario administrador. 
PRECONDICIONES Usuarios autenticados. Es necesario que los dos usuarios 
mantengan una relación de amistad. 
FLUJO NORMAL 1) El usuario A quiere dejar un comentario al usuario 
B. 
2) El usuario A y el usuario B tienen una relación de 
amistad. 
3) El usuario A visualiza el perfil del usuario B y hace 
uso del formulario que permite dejar un 
comentario. 
FLUJO 
ALTERNATIVO 
1) El usuario A quiere dejar un comentario al usuario 
B. 
2) El usuario A y el usuario B todavía no tienen una 
relación de amistad. 
3) El usuario A visualiza el perfil del comentario B y le 
aparece un mensaje recomendándole hacerse 
amigo de B. 
ENTRADA Comentario a añadir. 
SALIDA Se añade al perfil de usuario el nuevo comentario. 
 
Tabla A-7 Especificación caso de uso peticiones de amistad 
NOMBRE Peticiones de amistad 
DESCRIPCIÓN Caso de uso para gestionar las peticiones de amistad. 
ACTORES Usuario autenticado y usuario administrador. 
PRECONDICIONES Usuario autenticado, es necesario que un usuario haya 
hecho una petición de amistad. 
FLUJO NORMAL 1) El usuario A agrega al usuario B. 
2) El usuario B recibe una petición de amistad de A. 
3) El usuario B puede aceptar dicha petición, y pasar 
a ser amigo de A. 
FLUJO 
ALTERNATIVO 
1) El usuario A agrega al usuario B. 
2) El usuario B recibe una petición de amistad de A. 
3) El usuario B puede denegar dicha petición y no ser 
amigo de A. 
ENTRADA Se debe realizar una petición de amistad. 
SALIDA Se establece una relación de amistad entre los dos 
usuarios. O en el caso alternativo se borra la petición. 
 
Tabla A-8 Especificación caso de uso subir un video 
NOMBRE Subir un video 
DESCRIPCIÓN Caso de uso para subir un video. 
ACTORES Usuario autenticado y usuario administrador. 
PRECONDICIONES Usuario autenticado. 
FLUJO NORMAL 1) El usuario A quiere subir un video. 
2) Se le muestra el formulario para subir un video. 
3) Rellena el campo de título. 
4) Selecciona el fichero que quiere subir 
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5) Hace click en enviar video. 
6) El sistema transcodifica el video a formato FLV y 
produce una miniatura de la primera imagen del 
video. 
7) Se muestra la miniatura del video. 
ENTRADA Datos del video a subir. 
SALIDA Se muestra una miniatura del video en el perfil del 
usuario. 
 
Tabla A-9 Especificación caso de uso editar perfil 
NOMBRE Editar perfil 
DESCRIPCIÓN Caso de uso para editar el perfil de un usuario. 
ACTORES Usuario autenticado y usuario administrador. 
PRECONDICIONES Usuario autenticado. 
FLUJO NORMAL 1) El usuario quiere modificar los datos de su perfil. 
2) El usuario puede elegir entre varias operaciones: 
modificar los datos personales, añadir estudio, 
añadir trabajo, modificar un estudio existente, 
modificar un trabajo existente, eliminar un estudio 
existente y eliminar un trabajo existente. 
3) Según la opción que elija irá a un formulario o irá a 
otro. 
4) Se introducen los datos necesarios. 
5) El sistema actualiza los datos. 
FLUJO 
ALTERNATIVO 
1) El usuario quiere modificar los datos de su perfil 
2) El usuario puede elegir entre varias operaciones: 
modificar los datos personales, añadir estudio, 
añadir trabajo, modificar un estudio existente, 
modificar un trabajo existente, eliminar un estudio 
existente y eliminar un trabajo existente. 
3) Según la opción que elija irá a un formulario o irá a 
otro. 
4) Se introducen los datos necesarios 
5) Si los datos no son válidos el usuario tendrá que 
introducirlos de nuevo. 
ENTRADA Datos personales, datos de estudio o datos de trabajo. 
SALIDA Actualización del perfil de usuario. 
Tabla A-10 Especificación caso de uso gestión de la aplicación 
NOMBRE Gestión de la aplicación 
DESCRIPCIÓN Caso de uso para gestionar la aplicación. 
ACTORES Usuario administrador. 
PRECONDICIONES Usuario autenticado. 
FLUJO NORMAL 1) El usuario administrador quiere gestionar la 
aplicación. 
2) Se le muestra el formulario que le permite hacer 
diferentes operaciones: eliminar usuarios, eliminar 
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videos y eliminar relaciones de amistad. 
3) Selecciona la operación que desee. 
4) Introduce los datos necesarios para esa operación 
como podría ser: nombre de usuario que quiere 
eliminar, identificador del video a eliminar y 
nombre del propietario o nombres de usuario de 
los cuales quiere borrar la relación de amistad. 
Envía los datos. 
5) La aplicación se actualiza. 
FLUJO 
ALTERNATIVO 
1) El usuario administrador quiere gestionar la 
aplicación. 
2) Se le muestra el formulario que le permite hacer 
diferentes operaciones: eliminar usuarios, eliminar 
videos y eliminar relaciones de amistad. 
3) Selecciona la operación que quiera. 
4) Introduce los datos necesarios para esa operación 
como podría ser: nombre de usuario que quiere 
eliminar, identificador del video a eliminar y 
nombre del propietario o nombres de usuario de 
los cuales quiere borrar la relación de amistad. 
Envía los datos. 
5) Si los datos no son correctos se vuelve a mostrar 
el formulario. 
ENTRADA Datos para gestionar la aplicación como nombre de 
usuario que se quiere eliminar, identificador del video a 
eliminar y nombre del propietario o nombres de usuario 
de los cuales se quiere borrar la relación de amistad. 
SALIDA Actualización del sistema. 
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3. Ficheros de configuración. 
 
Configuración Spring MVC 
 
<?xml version="1.0" encoding="UTF-8"?> 
<beans xmlns="http://www.springframework.org/schema/beans" 
 xmlns:aop="http://www.springframework.org/schema/aop" 
xmlns:context="http://www.springframework.org/schema/context" 
 xmlns:flow="http://www.springframework.org/schema/webflow-config" 
 xmlns:util="http://www.springframework.org/schema/util" xmlns:xsi="http://www.w3.org/2001/XMLSchema-
instance" 
 xsi:schemaLocation="http://www.springframework.org/schema/beans 
  http://www.springframework.org/schema/beans/spring-beans-2.5.xsd 
  http://www.springframework.org/schema/aop 
  http://www.springframework.org/schema/aop/spring-aop-2.5.xsd 
  http://www.springframework.org/schema/context 
  http://www.springframework.org/schema/context/spring-context-2.5.xsd 
  http://www.springframework.org/schema/util 
  http://www.springframework.org/schema/util/spring-util-2.0.xsd"> 
 
 
 <!-- ___________ --> 
 <!-- OTROS BEANS --> 
 <!-- ___________ --> 
 
 <!-- 
  Bean para representar un usuario en la sesión. Fijarse que tiene scope 
  target y es gestionado por el proxy AOP (para esto es necesaria la 
  librería CGLIB). 
 --> 
 <bean id="userView" class="mediabook.web.model.UserView" scope="session"> 
  <aop:scoped-proxy /> 
 </bean> 
 
 <bean id="utils" class="mediabook.util.UtilsBeanImpl"> 
  <property name="userManager" ref="userManager"></property> 
  <property name="server" value="localhost:8080"></property> 
  <property name="scriptpath" value="/media" /> 
 </bean> 
  
 <bean id="multipartResolver" 
  class="org.springframework.web.multipart.commons.CommonsMultipartResolver" /> 
 
 <!-- ____________________________ --> 
 <!-- CONFIGURACIÓN DEL DATASOURCE --> 
 <!-- ____________________________ --> 
 
 <bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource" 
  destroy-method="close"> 
  <property name="driverClassName"> 
   <value>com.mysql.jdbc.Driver</value> 
  </property> 
  <property name="url"> 
   <value>jdbc:mysql://localhost/mediabook</value> 
  </property> 
  <property name="username"> 
   <value>root</value> 
  </property> 
  <property name="password"> 
   <value>root</value> 
  </property> 
  <property name="initialSize" value="2" /> 
  <property name="maxActive" value="10" /> 
  <property name="minIdle" value="2" /> 
 </bean> 
 
 <!-- ___________________________--> 
 <!-- CONFIGURACIÓN DE HIBERNATE --> 
 <!-- ___________________________--> 
 
 <bean id="sessionFactory" 
  class="org.springframework.orm.hibernate3.annotation.AnnotationSessionFactoryBean"> 
  <property name="dataSource"> 
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   <ref bean="dataSource" /> 
  </property> 
  <property name="hibernateProperties"> 
   <props> 
    <prop key="hibernate.dialect"> 
     org.hibernate.dialect.MySQLDialect 
                </prop> 
    <prop key="hibernate.hbm2ddl.auto">update</prop> 
   </props> 
  </property> 
  <property name="annotatedClasses"> 
   <list> 
    <value>mediabook.integration.entity.User 
    </value> 
    <value>mediabook.integration.entity.Friendship 
    </value> 
    <value>mediabook.integration.entity.FriendshipNotification 
    </value> 
    <value>mediabook.integration.entity.Job 
    </value> 
    <value>mediabook.integration.entity.Study 
    </value> 
    <value>mediabook.integration.entity.Comment 
    </value> 
    <value>mediabook.integration.entity.Video 
    </value> 
   </list> 
  </property> 
 </bean> 
 
 <bean id="transactionManager" 
  class="org.springframework.orm.hibernate3.HibernateTransactionManager"> 
  <property name="sessionFactory" ref="sessionFactory" /> 
 </bean> 
 
 <!-- ______________________________________________________ --> 
 <!-- DEFINICIÓN DE LOS DAO DE LA APLICACIÓN        --> 
 <!-- ______________________________________________________ --> 
 
 
 <bean id="userDao" class="mediabook.integration.dao.impl.UserDaoImpl"> 
  <property name="sessionFactory" ref="sessionFactory" /> 
  <property name="utils" ref="utils"></property> 
 </bean> 
 
 <bean id="notificationDao" class="mediabook.integration.dao.impl.NotificationDaoImpl"> 
  <property name="sessionFactory" ref="sessionFactory" /> 
 </bean> 
 
 <bean id="videoDao" class="mediabook.integration.dao.impl.VideoDaoImpl"> 
  <property name="sessionFactory" ref="sessionFactory"></property> 
 </bean> 
 
 <!-- _________________________ --> 
 <!-- MANAGERS DE LA APLICACIÓN --> 
 <!-- _________________________ --> 
 
 <bean id="userManager" class="mediabook.integration.manager.impl.UserManagerImpl"> 
  <property name="userDao" ref="userDao" /> 
  <property name="utils" ref="utils"></property> 
 </bean> 
 
 <bean id="notificationManager" 
  class="mediabook.integration.manager.impl.NotificationManagerImpl"> 
  <property name="notificationDao" ref="notificationDao" /> 
 </bean> 
 
 <bean id="videoManager" class="mediabook.integration.manager.impl.VideoManagerImpl"> 
  <property name="videoDao" ref="videoDao"></property> 
 </bean> 
 
 
 <!-- ______________________ --> 
 <!-- 
  CONTROLLERs 
 --> 
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 <!-- ______________________ --> 
 
 <bean name="/gestion.htm" class="mediabook.web.controllers.GestionController" /> 
 
 <bean name="/deleteuser.htm" class="mediabook.web.controllers.DeleteUserController"> 
  <property name="formView" value="userdelete"></property> 
 </bean> 
 
 <bean name="/deletevideo.htm" class="mediabook.web.controllers.DeleteVideoController"> 
  <property name="formView" value="videodelete"></property> 
 </bean> 
 
 <bean name="/deletefriendship.htm" class="mediabook.web.controllers.DeleteFriendshipController"> 
  <property name="formView" value="frienddelete"></property> 
 </bean> 
 
 <bean name="/addstudy.htm" class="mediabook.web.controllers.AddStudyController"> 
  <property name="formView" value="studymod"></property> 
  <property name="validator"> 
   <bean class="mediabook.web.validators.AddStudyValidator" /> 
  </property> 
 </bean> 
 
 <bean name="/addjob.htm" class="mediabook.web.controllers.AddJobController"> 
  <property name="formView" value="jobmod"></property> 
  <property name="validator"> 
   <bean class="mediabook.web.validators.AddJobValidator" /> 
  </property> 
 </bean> 
 
 <bean name="/delete.htm" class="mediabook.web.controllers.DeleteController"> 
 </bean> 
 
 <bean name="/edit.htm" class="mediabook.web.controllers.EditController"> 
 </bean> 
 
 <bean name="/editprofile.htm" class="mediabook.web.controllers.EditProfileController"> 
  <property name="formView" value="profilemod"></property> 
  <property name="validator"> 
   <bean class="mediabook.web.validators.EditProfileValidator"> 
   </bean> 
  </property> 
 </bean> 
 
 <bean name="/editstudy.htm" class="mediabook.web.controllers.EditStudyController"> 
  <property name="formView" value="studymod"></property> 
  <property name="validator"> 
   <bean class="mediabook.web.validators.AddStudyValidator"> 
   </bean> 
  </property> 
 </bean> 
 
 <bean name="/editjob.htm" class="mediabook.web.controllers.EditJobController"> 
  <property name="formView" value="jobmod"></property> 
  <property name="validator"> 
   <bean class="mediabook.web.validators.AddJobValidator"> 
   </bean> 
  </property> 
 </bean> 
 
 <bean name="/logout.htm" class="mediabook.web.controllers.LogOutController"> 
  <property name="userView" ref="userView" /> 
 </bean> 
 
 <bean name="/index.htm" class="mediabook.web.controllers.IndexController"> 
  <property name="formView" value="index"></property> 
  <property name="commandClass" value="mediabook.web.model.LoginUser"></property> 
  <property name="commandName" value="loginUser"></property> 
 </bean> 
 
 <bean name="/confirmfriend.htm" class="mediabook.web.controllers.ConfirmFriendController"> 
  <property name="formView" value="viewnotifications"></property> 
  <property name="commandClass" value="mediabook.web.model.ConfirmFriend"></property> 
  <property name="commandName" value="confirmFriend"></property> 
 </bean> 
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 <bean name="/viewfriendprofile.htm" class="mediabook.web.controllers.ViewFriendProfileController"> 
 </bean> 
 
 <bean name="/showmyprofile.htm" class="mediabook.web.controllers.ShowMyProfileController"> 
 </bean> 
 
 <bean name="/uploadvideo.htm" class="mediabook.web.controllers.UploadVideoController"> 
  <property name="formView" value="uploadvideo"></property> 
  <property name="commandClass" value="mediabook.web.model.UploadVideo"></property> 
  <property name="commandName" value="uploadVideo"></property> 
  <property name="utils" ref="utils"></property> 
 </bean> 
 
 <bean name="/viewvideo.htm" class="mediabook.web.controllers.ViewVideoController"> 
 </bean> 
 
 <bean name="/showmyvideos.htm" class="mediabook.web.controllers.ShowMyVideosController"> 
 </bean> 
 
 <bean name="/viewmyfriends.htm" class="mediabook.web.controllers.ViewMyFriendsController" /> 
 
 <bean name="/addcomment.htm" class="mediabook.web.controllers.AddCommentController"> 
  <property name="commandClass" value="mediabook.web.model.AddComment"></property> 
  <property name="commandName" value="addComment"></property> 
 </bean> 
 
 
 
 <!-- ___________________________ --> 
 <!-- CONFIGURACIÓN DE SPRING MVC --> 
 <!-- ___________________________ --> 
 
 
 <bean class="org.springframework.webflow.mvc.servlet.FlowHandlerMapping"> 
  <property name="order" value="0" /> 
  <property name="flowRegistry" ref="flowRegistry" /> 
 </bean> 
 
 <bean 
  class="org.springframework.web.servlet.mvc.support.ControllerClassNameHandlerMapping"> 
  <property name="order" value="1" /> 
  <property name="defaultHandler"> 
   <bean class="org.springframework.web.servlet.mvc.UrlFilenameViewController" /> 
  </property> 
 </bean> 
 
 <bean 
  class="org.springframework.web.servlet.mvc.annotation.AnnotationMethodHandlerAdapter" /> 
 
 <bean 
  class="org.springframework.web.servlet.mvc.SimpleControllerHandlerAdapter" /> 
 
 <bean class="org.springframework.webflow.mvc.servlet.FlowHandlerAdapter"> 
  <property name="flowExecutor" ref="flowExecutor" /> 
 </bean> 
 
 <!-- ___________________________ --> 
 <!-- CONFIGURACIÓN DE Tiles 2 --> 
 <!-- ___________________________ --> 
 
 <bean id="tilesViewResolver" class="org.springframework.js.ajax.AjaxUrlBasedViewResolver"> 
  <property name="viewClass" 
   value="org.springframework.webflow.mvc.view.FlowAjaxTilesView" /> 
 </bean> 
 
 <bean id="tilesConfigurer" class="mediabook.util.SpringTilesConfigurer"> 
  <property name="definitions"> 
   <list> 
    <value>/WEB-INF/config/tiles/templates.xml</value> 
   </list> 
  </property> 
 </bean> 
</beans> 
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Configuración Spring Web Flow 2 
 
<?xml version="1.0" encoding="UTF-8"?> 
<beans xmlns="http://www.springframework.org/schema/beans" 
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
xmlns:webflow="http://www.springframework.org/schema/webflow-config" 
 xsi:schemaLocation=" 
           http://www.springframework.org/schema/beans 
           http://www.springframework.org/schema/beans/spring-beans-2.5.xsd 
           http://www.springframework.org/schema/webflow-config 
           http://www.springframework.org/schema/webflow-config/spring-webflow-config-2.0.xsd"> 
 <!-- Executes flows: the entry point into the Spring Web Flow system --> 
 <webflow:flow-executor id="flowExecutor"> 
 </webflow:flow-executor> 
 
 <!-- The registry of executable flow definitions --> 
 <webflow:flow-registry id="flowRegistry" 
  flow-builder-services="flowBuilderServices" base-path="/WEB-INF"> 
 
 
  <webflow:flow-location path="/flows/register-flow.xml" 
   id="register"></webflow:flow-location> 
  <webflow:flow-location path="/flows/addfriends-flow.xml" 
   id="friends"></webflow:flow-location> 
 
 
 </webflow:flow-registry> 
 
 <!-- Plugs in a custom creator for Web Flow views --> 
 <webflow:flow-builder-services id="flowBuilderServices" 
  view-factory-creator="mvcViewFactoryCreator" development="true" /> 
 
 <!-- 
  Configures Web Flow to use Tiles to create views for rendering; Tiles 
  allows for applying consistent layouts to your views 
 --> 
 <bean id="mvcViewFactoryCreator" 
  class="org.springframework.webflow.mvc.builder.MvcViewFactoryCreator"> 
  <property name="viewResolvers" ref="tilesViewResolver" /> 
  <property name="useSpringBeanBinding" value="false" /> 
 </bean> 
 
</beans> 
 
Configuración Spring Web Service 2. 
 
<?xml version="1.0" encoding="UTF-8"?> 
<beans xmlns="http://www.springframework.org/schema/beans" 
 xmlns:aop="http://www.springframework.org/schema/aop" 
xmlns:context="http://www.springframework.org/schema/context" 
 xmlns:util="http://www.springframework.org/schema/util" xmlns:xsi="http://www.w3.org/2001/XMLSchema-
instance" 
 xsi:schemaLocation="http://www.springframework.org/schema/beans 
  http://www.springframework.org/schema/beans/spring-beans-2.5.xsd 
  http://www.springframework.org/schema/aop 
  http://www.springframework.org/schema/aop/spring-aop-2.5.xsd 
  http://www.springframework.org/schema/context 
  http://www.springframework.org/schema/context/spring-context-2.5.xsd 
  http://www.springframework.org/schema/util 
  http://www.springframework.org/schema/util/spring-util-2.0.xsd"> 
 
 <bean id="loginEndpoint" class="mediabook.ws.services.LoginEndpoint"> 
  <property name="loginService" ref="loginService"></property> 
  <constructor-arg ref="jaxb2Marshaller" index="0"></constructor-arg> 
  <constructor-arg ref="jaxb2Marshaller" index="1"></constructor-arg> 
 </bean> 
 <bean id="getFriendsEndpoint" class="mediabook.ws.services.GetFriendsEndpoint"> 
  <property name="viewProfileService" ref="viewProfileService"></property> 
  <constructor-arg ref="jaxb2Marshaller" index="0"></constructor-arg> 
  <constructor-arg ref="jaxb2Marshaller" index="1"></constructor-arg> 
 </bean> 
  
 <bean id="jaxb2Marshaller" class="org.springframework.oxm.jaxb.Jaxb2Marshaller"> 
  <property name="classesToBeBound"> 
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   <list> 
    <value>mediabook.ws.model.LoginRequest 
    </value> 
    <value>mediabook.ws.model.LoginResponse 
    </value> 
    <value>mediabook.ws.model.GetFriendsRequest 
    </value> 
    <value>mediabook.ws.model.GetFriendsResponse 
    </value> 
   </list> 
  </property> 
 </bean> 
 <bean 
  class="org.springframework.ws.server.endpoint.mapping.PayloadRootQNameEndpointMapping"> 
  <property name="mappings"> 
   <props> 
    <prop key="{http://tfc/schema}loginRequest">loginEndpoint</prop> 
    <prop key="{http://tfc/schema}getFriendsRequest">getFriendsEndpoint</prop> 
   </props> 
  </property> 
  <property name="interceptors"> 
   <bean 
   
 class="org.springframework.ws.server.endpoint.interceptor.PayloadLoggingInterceptor" /> 
  </property> 
 </bean> 
 <bean id="services" 
  class="org.springframework.ws.wsdl.wsdl11.DefaultWsdl11Definition"> 
  <property name="schema" ref="schema" /> 
  <property name="portTypeName" value="MediaBook Web Services" /> 
  <property name="targetNamespace" value="http://localhost/definitions" /> 
  <property name="locationUri" value="http://localhost:8080/SWF2Mvc/ws/services" /> 
 </bean> 
 <bean id="schema" class="org.springframework.xml.xsd.SimpleXsdSchema"> 
  <property name="xsd" value="/WEB-INF/xsd/schema.xsd" /> 
 </bean> 
</beans> 
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4. Diagramas UML 
 
 
Figura A.1 Diagrama UML de clases 
 
 
