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Abstrakt
Vzhledem k rozvoji automobilových technologií se na našich cestách zacˇínají objevo-
vat elektromobily. Z toho du˚vodu byla vybudována sít’ dobíjecích stanic, která se dále
rozširˇuje.
Aby bylo možné data z teˇchto stanic prˇehledneˇ zpracovávat, vznikla webová apli-
kace, která umožnˇuje jak správu uživatelu˚ teˇchto stanic, tak dat, týkajících se samotného
dobíjení.
Obsahem této práce je zdokonalení systému, který pro tyto úcˇely již sloužil, a využití
nových technologií, které tento systém podporˇí. Práce popisuje vývoj tohoto systému od
samotných požadavku˚ až po implementaci.
Klícˇová slova: bakalárˇská práce, Java, JSF, EJB, JPA, elektromobily, dobíjecí stojany
Abstract
According to the progress of car technology we can see electric cars on our roads. This is
a reason why a new net of recharging stations was bilt there and why it is more widened.
For compass of data processing at this stations a new web application, witch provide
both an administration of users of these stations and data related to recharging itself, was
lanched .
The contents of my work are improvements of the system used for these aims and the
use of new technogies for supporting of this system. My work describes this system from
requirements themselves to an implementation.
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Seznam použitých zkratek a symbolu˚
EJB – Enterprise JavaBeans
JPA – Java Persistence API
JSF – Java Server Faces
JSP – Java Server Pages
CDI – Contexts and Dependecy Injection
REST – Representational State Transfer
DAO – Data Access Object
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51 Úvod
Vzhledem k rozvoji automobilových technologií se na našich cestách zacˇínají objevovat
elektromobily. Z toho du˚vodu byla vybudována sít’ dobíjecích stanic, která se dále rozši-
rˇuje.
Aby bylo možné data z teˇchto stanic prˇehledneˇ zpracovávat, vznikla webová apli-
kace, která umožnˇuje jak správu uživatelu˚ teˇchto stanic, tak data týkající se samotného
dobíjení.
Obsahem této práce je zdokonalení systému, který pro tyto úcˇely již sloužil, a využití
nových technologií, které tento systém podporˇí. Práce popisuje vývoj tohoto systému od
samotných požadavku˚ až po implementaci.
V rámci CˇR existuje již neˇkolik stanic, sloužících k dobíjení elektromobilu˚. Vzniklý in-
formacˇní systém umožnˇuje prˇehlednou správu dat z teˇchto stanic pomocí webového roz-
hraní. Data z dobíjecích stojanu˚ jsou odesílána do aplikace, která je zpracovává a ukládá
do databáze. Nad tou se nachází webová aplikace umožnˇující správu uživatelu˚, zobra-
zování stavu stojanu˚, prˇidávání cˇi odebírání stanic a další.
Cílem této práce bylo použít noveˇjší technologie a vylepšit architekturu systému tak,
aby byla prˇíjemneˇjší pro uživatele, a zárovenˇ byla flexibilneˇjší s ohledem na pružnost
kódu a možnost prˇidávání nových funkcí cˇi jiné zmeˇny v systému v budoucnosti.
Kapitola 2 popisuje požadavky, které jsou na tento systém kladeny. Popisuje jak poža-
dovanou funkcˇnost systému, tak další požadavky, týkající se naprˇíklad vzhledu aplikace.
Kapitola 3 se veˇnuje analýze teˇchto požadavku˚. Je rozdeˇlena na analýzu aplikace,
která se zabývá prˇevážneˇ funkcˇností, dále je zde uvedena analýza dat, které budou v
systému dominovat. Strucˇneˇ je zde popsána i analýza zmeˇn webového rozhraní.
Kapitola 4 už uvádí konkrétní návrhy a implementace, které byly v aplikaci použity,
a neméneˇ popisuje také využité technologie.
62 Specifikace požadavku˚
V této kapitole se pokusím specifikovat požadavky kladené na systém dobíjecích stanic
a stanovit funkcionalitu, kterou by meˇl tento systém umožnˇovat. Na každý systém jsou
kladeny požadavky, které se v pru˚beˇhu vývoje systému dále rozvíjejí a prˇibývají k nim
nové. V této kapitole se pokusím shrnout všechny požadavky, kterými se vývoj systému
rˇídil.
2.1 Funkcˇní požadavky
Vzhledem k tomu, že dosavadní systém již nebyl vyhovující, je potrˇeba vytvorˇit nový,
který bude splnˇovat funkcˇnost, a jehož implementace bude efektivneˇjší. Tento systém
má obstarávat prˇehled o stojanech a stanicích. Každý, kdo se do systému prˇihlásí, uvidí,
zda je stojan v provozu nebo zda se z neˇj dobíjí. Mimo to bude tento informacˇní systém
umožnˇovat i zobrazení seznamu uživatelu˚ cˇi zákazníku˚ a jejich aktivitu. Systém bude
taky umožnˇovat tišteˇní dokladu˚ pro jednotlivá dobíjení.
Celý proces dobíjení by meˇl z pohledu zákazníka vypadat tak, že zákazník prˇijede s
elektromobilem k dobíjecímu stojanu a pomocí karty se prˇihlásí. Stojan mu umožní dobít
si automobil. Po dokoncˇení dobíjení se zákazník odhlásí.
Z hlediska správce stanice by systém meˇl vypadat tak, že umožní správu stojanu˚
dané stanice, zobrazení historie stojanu˚ a prˇípadný tisk dokladu˚ k jednotlivým dobíjením
provádeˇných u teˇchto stojanu˚. Správce stanice by nemeˇl mít prˇístup k jiné stanici, než
je mu prˇideˇlena. Data by ale meˇla být prˇístupná i majiteli, který má prˇehled nad více
stanicemi a mu˚že si zobrazovat seznamy zákazníku˚ a informace o nich. Nejveˇtší práva by
meˇl mít administrátor, který bude moci navíc prˇidávat a odebírat uživatele této aplikace.
Rozhraní pro komunikaci mezi uživateli a systémem budou webové stránky. Tento
požadavek vyplývá z toho, že bude nutné do systému prˇistupovat z ru˚zných míst, a to
nejen ze samotných stanic. Aplikace bude se stojany komunikovat a zmeˇny bude zobra-
zovat v reálném cˇase.
Vstupy budou pocházet ze dvou zdroju˚. Ze stojanu se budou ukládat data do da-
tabáze, která budou obsahovat informace o konkrétních stanicích a stojanech. Také se
budou ze strany stojanu získávat data o dobíjení, která budou obsahovat konkrétního zá-
kazníka a informace o dobíjení (naprˇíklad cˇas, cenu). Dalšími vstupy budou data prˇímo
z aplikace, skrze kterou bude možné editovat správu nad dalšími stanicemi a stojany,
uživateli a zákazníky. Výstupy budou prezentovány prˇevážneˇ aplikacˇní cˇásti, která bude
sloužit k zobrazování dat a jejich správeˇ. Mimo to bude umožnˇovat tisk dokladu o dobí-
jení.
Vzhledem k tomu, že cílem tohoto systému je mimo jiné i rozšírˇení do dalších zemí,
je kladen du˚raz i na možnost prˇepínání jazyku˚, které budou používány ve webovém
rozhraní.
72.2 Technická specifikace
Webové rozhraní bude uživatelsky prˇíveˇtivé s líbivým moderním designem. Bude na-
vrhnuto tak, aby ovládání bylo intuitivní a prˇehledné.
Komunikace mezi stojanem a aplikací bude bezestavová.
Aplikace by meˇla zobrazovat aktuální data. V prˇípadeˇ dobíjení budou data na webo-
vých stránkách aktualizovaná okamžiteˇ - tzn. nebudou cˇekat až na reload stránky ze
strany uživatele.
Zatím se pocˇítá s desítkami uživatelu˚ a stovkami zákazníku˚. Kapacita databáze bude
pro zacˇátek stacˇit menší, protože v databázi budou uložena pouze textová data.
Po aplikaci se požaduje, aby byla prˇístupná neprˇetržiteˇ. Nejveˇtší nápor se prˇedpo-
kládá prˇes den, kdy budou zákazníci dojíždeˇt a obsluha bude tisknout doklady prˇístupné
z aplikace.
83 Analýza
Tato cˇást se bude zabývat analýzou vycházející s daných požadavku˚ specifikovaných v
prˇedchozí kapitole. V první cˇásti bude popsáno chování aplikace, v další cˇásti pak bude
uvedena analýza datové cˇásti urcˇené pro ukládání dat.
3.1 Analýza aplikace
Dle požadavku˚ lze celý systém rozdeˇlit na cˇást tvorˇenou stojanem, kam zákazník prˇijíždí
dobíjet svu˚j elektromobil, a na aplikaci, která umožnˇuje správu dat.
Obrázek 1: Schéma fungování systému pro dobíjení elektromobilu˚
Z hlediska funkcí jednotlivých cˇástí systému bude každá cˇást obsahovat funkcˇní prvky
uvedené na obrázku 2.
Obrázek 2: Logické schéma rozložení základní funkcˇnosti systému
93.1.1 Uživatelé
Z hlediska správy dat bude do aplikace možno vstupovat v neˇkolika rolích, které budou
urcˇovat, jaká funkcionalita bude prˇihlášenému uživateli povolena. UseCase diagram 3
zachycuje rozvrstvení uživatelu˚ a jejich práv v aplikaci.
Stanice, uživatelé i zákazníci mohou být prˇidáváni, mazáni i upravováni. Stojany mo-
hou být také prˇidávány, mazány cˇi upravovány, navíc mohou být prˇirˇazovány k jednot-
livým stanicím.
Obrázek 3: UseCase diagram pro uživatele systému
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Na základneˇ tohoto diagramu mu˚žeme rozepsat jednotlivé role:
• Administrátor
– zobrazení cˇerpacích stojanu˚ na jednotlivých stanicích
– historie cˇerpání uživatelu˚
– seznamy zákazníku˚ a uživatelu˚
– informace o cˇerpacích stanicích
– log
• Majitel
– zobrazení cˇerpacích stojanu˚ na jednotlivých stanicích
– historie cˇerpání uživatelu˚
– seznamy uživatelu˚
– informace o cˇerpacích stanicích
– log
• Obsluha
– zobrazení cˇerpacích stojanu˚ pouze na vlastní stanici
– historie cˇerpání uživatelu˚
– log
• Zákazník
– dobíjení elektromobilu˚ po prˇihlášení ke stojanu
3.1.2 Analýza komunikace
Tento systém je tvorˇen neˇkolika cˇástmi, které mezi sebou komunikují.
Jednou z cˇástí, která bude komunikovat se serverem, je stojan. Pokud se uživatel prˇi-
pojí, stojan musí vysílat data na server. Prˇenášená data budou obsahovat identifikaci uži-
vatele, informace o dobeˇ nabíjení a odebraných kilowatech.
Další cˇástí, která bude zprostrˇedkovávat komunikaci, bude webové rozhraní, které
bude sloužit pro komunikaci s uživatelem. Toto rozhraní bude reagovat jednak na pod-
neˇty ze strany klienta, ale také musí být schopno reagovat na informace ze strany sto-
janu a aktualizovat data ve webovém rozhraní v reálném cˇase (necˇekat na to, až uživatel
stránku obnoví).
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3.1.3 Aktivitní diagramy
V této kapitole se nacházejí aktivitní diagramy znázornˇující chování aplikace.
V diagramu 4 je znázorneˇn pru˚beˇh prˇihlašování uživatele. Vstupní údaje se porovná-
vají s údaji o uživatelích, které jsou uloženy v databázi.
V diagramu 5 je zachycen pru˚beˇh dobíjení elektromobilu ze stojanu. Uživatel se prˇi-
hlašuje pomocí karty. Prˇihlašovací údaje jsou porovnány s údaji v databázi. Po úspeˇšném
prˇihlášení mu˚že uživatel dobíjet elektromobil. Data o dobíjení jsou zasílána na server. V
prˇípadeˇ, že neˇjaký uživatel má zobrazenou stránku s tímto stojanem, v reálném cˇase vidí,
že z tohoto stojanu probíhá dobíjení. Po ukoncˇení dobíjení je uživatel odhlášen.
Obrázek 4: Aktivitní diagram pro prˇihlašování uživatelu˚
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Obrázek 5: Aktivitní diagram pro dobíjení elektromobilu
3.1.4 UseCase Scénárˇe
V této kapitole uvidíme neˇkteré UseCase scénárˇe, které blíže popíší chod systému. Další
UseCase scénárˇe jsou uvedeny v prˇílohách.
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Priorita znamená, jak du˚ležité je, aby tento UseCase fungoval. Hodnota Priority na-
bývá od 1 do 10, kdy 1 je nejmenší priorita a 10 nejvyšší.
První uvedený UseCase Scénárˇ se zabývá Dobíjením elektromobilu. Popisuje proces
od prˇihlášení uživatele až po jeho odhlášení ze systému.
ID UC1
Název Dobíjení elektromobilu
Popis Zákazník prˇijede s elektromobilem ke stojanu,
prˇihlásí se, prˇipojí elektromobil ke stojanu a
probíhá dobíjení. Poté se uživatel odhlásí ze
systému.
Primární aktor Zákazník
Prekondice Zákazník musí mít prˇístupová práva ke stoja-
nu˚m.
Postkondice Zákazník dobije elektromobil a data se uloží do
databáze.
Hlavní scénárˇ 1. Zákazník se prˇihlásí do systému.
2. Aplikace uloží informace o prˇihlášení.
3. Stojan zacˇne odesílat data o nabíjení.
4. Aplikace ukládá data.
5. Zákazník ukoncˇí dobíjení.
6. Stojan odešle data a odhlásí uživatele.
7. Aplikace uloží informace o uživateli (id), sto-
janu (id stanice, stojanu, výstup), délku a cenu
dobíjení.
Rozšírˇení 4a Uživatel má zobrazenou webovou stránku s
daným stojanem.
4a1 Aplikace aktualizuje data na stránce.
Cˇetnost užití Denneˇ
Priorita 10
Tabulka 1: UseCase Scénárˇ - Dobíjení elektromobilu
Druhý UseCase Scénárˇ popisuje správu stojanu˚ na stanicích.
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ID UC2
Název Správa cˇerpacích stojanu˚ na všech stanicích
Popis Uživatel zvolí stanici a stojan, provede úpravy
a ty se uloží do databáze.
Primární aktér Majitel
Prekondice Uživatel musí mít dostatecˇná práva a prˇístupy.
Postkondice Databáze je aktualizovaná a obsahuje upravená
data.
Hlavní scénárˇ 1. Uživatel se prˇihlásí do systému.
2. Aplikace zobrazí seznam stanic.
3. Uživatel zvolí stanici.
4. Aplikace zobrazí seznam stojanu˚ na dané sta-
nici.
5. Uživatel zvolí stojan.
6. Aplikace zobrazí informace o zvoleném sto-
janu.
7. Uživatel upraví a uloží informace:
vlastník, popis, cena, meˇna, pocˇet stojanu˚,
pocˇet výstupu˚, ip adresa, sériové cˇíslo,
komentárˇ.
8. Aplikace uloží data do databáze.
Alternativní scénárˇ 7a Uživatel neupraví nebo stornuje úpravy in-
formací.
7a1 Aplikace v databázi zanechá pu˚vodní data
Cˇetnost užití Meˇsícˇneˇ
Priorita 10
Tabulka 2: UseCase Scénárˇ - Dobíjení elektromobilu
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3.2 Analýza dat
Datová analýza popisuje strukturu databáze, jednotlivé tabulky s jejich atributy a vztah
mezi tabulkami. Grafické znázorneˇní použité databáze mu˚žeme videˇt na obrázku 6. Neˇ-
které tabulky obsahují více logických celku˚ najednou, takže v programu je vhodné je
rozdeˇlit. Logické rozdeˇlení ukazuje trˇídní diagram 7. Jak mu˚žeme videˇt, trˇídy Jmeno a
Adresa jsou v databázi soucˇásti tabulky app_user a fuel_user.
Obrázek 6: Schéma databáze
16
O
br
áz
ek
7:
T
rˇí
dn
íd
ia
gr
am
17
3.2.1 Lineární zápis
Lineární zápis: Název_tabulky(primární klícˇ, cizí klícˇ, atributy).
app_user(id, stanice_id, , lastlogin, userrole, login, password, version, krestni, prijmeni,
titul_pred, titul_za)
fuel_user(id, rfid, pin, credit, version, psc, telefon_pevna, telefon_fax, email, mesto, ulice,
telefon_mobil, krestni, prijmeni, titul_pred, titul_za)
fuellogitem(id, text, loggedtime, stationid, number, version)
refill(id, stand_id, user_id, price, startime, stand_output, endtime, energy, version)
stand(id, station_id, outputs_count, stand_number, version, description, ipaddress, last_live,
serial_number, stand_status)
station(id, price, desrciption, station_owner, version, currency, vat, vat_value)
USER_STATION(app_user, station) N:1
STANDS(station, stand) 1:N
FUELING(stand, refill) 1:N
USER_FUELING(fuel_user, refill) 1:N
3.2.2 Popis tabulek
V databázi se nachází dveˇ tabulky reprezentující uživatele. Jendou je app_user a druhou
je fuel_user.
app_user
Tato tabulka reprezentuje uživatele aplikace. Má nastavenou vlastní roli, prˇihlašo-
vací údaje a jméno. Má také svoji stanici, která je zvolena jako výchozí prˇi prˇihlá-
šení do systému. Pokud jde o roli uživatele Obsluha, pak je to také jediná stanice, ke
které má uživatel prˇístupová práva. Do této tabulky se eviduje také poslední login
uživatele do aplikace.
fuel_user
Oproti prˇedchozímu typu uživatele, tento zastupuje zákazníky. Jedná se tedy o ty,
kterˇí si prˇijedou ke stojanu dobít svu˚j elektromobil. Tato tabulka obsahuje adresu a
kontaktní údaje na tohoto uživatele. Mimo to v ní najdeme také informace o kreditu
a uživatelský hash.
stand
Jak již jméno napovídá, v této tabulce jsou uloženy stojany. Každý stojan má pro
lepší identifikaci vlastní cˇíslo. Tabulka stojanu obsahuje také pocˇet výstupu˚ k dobí-
jení. Stojan má v databázi i svu˚j status, který oznacˇuje, zda je prˇipojen a komunikuje
s aplikací. Každý stojan také obsahuje vazbu na stanici, ke které patrˇí. Ta je repre-
zentována jako id stanice.
station
Stanice obsahuje krátký popis a vlastníka, ke kterému patrˇí. Mimo to uchovává i
informace o meˇneˇ, ve které se na této stanici platí, a cenu za jeden kilowat.
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refill
Tato tabulka uchovává informace o jednotlivých dobíjeních. Obsahuje odkaz na uži-
vatele, který je ke stojanu prˇihlášen, a identifikaci stojanu a výstupu, ze kterého do-
bíjení probíhá. Také v této tabulce nalezneme cˇas zacˇátku a konce nabíjení vcˇetneˇ
ceny, kterou zákazník zaplatí a množství energie, kterou odebral.
fuellogitem
Tato tabulka obsahuje informace o aktivitách na stanicích, jako je spušteˇní stanice
nebo prˇihlášení uživatele.
3.3 Analýza webového rozhraní
Jedním z požadavku˚ na webové rozhraní bylo zmeˇnit a modernizovat design, aby se
staly pro uživatele prˇíveˇtiveˇjší. Také je cílem zjednodušit orientaci na teˇchto stránkách,
což bylo jedním z hlavních du˚vodu˚ nového designu.
Pu˚vodní grafickou podobu mu˚žeme videˇt na obrázku 8. Ta je nevyhovující z neˇkolika
du˚vodu˚.
Hlavní logo stránek již nebude ZTC, ale nahradí jej samostatné logo systému, prˇí-
padneˇ logo VŠB. Tento vzhled by také mohl na uživatele pu˚sobit stroze a tak by je mohl
demotivovat k další práci s tímto systémem.
Návrh nového designu dodá osoba poveˇrˇená konzultantem práce.
Obrázek 8: Starý design
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4 Návrh a implementace systému
V této cˇásti textu bych se ráda veˇnovala konkrétnímu návrhu a implementaci systému. V
této kapitole se také objeví technologie, které byly pro implementaci použity.
Hlavním jazykem této aplikace je Java, a to prˇevážneˇ z du˚vodu prˇenositelnosti na
ru˚zné používané platformy.
Technologie dominující v tomto systému jsou technologiemi standaru Java EE 7, a to
JPA, EJB a JSF. Pro konkrétní webové stránky jsou využity PrimeFaces, které nahrazují
pu˚vodneˇ používané IceFaces.
Aplikacˇním serverem tohoto systému byl pu˚vodneˇ GlassFish a jeho použití zu˚stalo
zachováno. Je jedním ze serveru˚, které podporují Javovskou technologii EJB, a také je pro
projekt du˚ležité, že je volneˇ dostupný. Z teˇchto du˚vodu˚ byl GlassFish pro tuto aplikaci
vhodným kandidátem.
Podkapitoly této cˇásti jsou veˇnovány strukturˇe aplikace a konkrétním technologiím,
ale naleznete zde i ukázky kódu˚ a prˇíklady využití zmíneˇných technologií v programové
cˇásti.
4.1 Použité technologie
Nejdrˇíve bych ráda popsala technologie, které byly použity prˇi zpracování aplikace.
4.1.1 Java Persistence API
Java Persistence API (dále JPA) poskytuje POJO model [10] pro objektoveˇ-relacˇní mapo-
vání. Její použití se ale neomezuje pouze na EJB komponenty.
K využití JPA se používají Entity. Jde o trˇídy, které reprezentují objekty reálného sveˇta
a jsou mapovány na tabulky nebo jejich cˇásti z databáze. Aby se trˇída mohla stát entitou
a JPA s ní správeˇ pracovalo, musí splnˇovat urcˇité podmínky a obsahovat správné anotace
[8]. Jednou z možností je používání anotace @Entity, která byla použita i v tomto projektu.
Prˇíklad entity vidíme v ukázce kódu 1
Životní cyklus entity je znázorneˇn na obrázku 9. Všechny entity jsou spravovány
EntityManagerem, díky kterému se nacházejí v urcˇitém stavu. Výchozí stav entity je
New/Transient.
Mezi jednotlivými entitami mohou existovat vazby 1:1 1:N a N:M.
Kromeˇ využívání CRUD operací, které umožnˇuje EntityManager, je ale možné vyu-
žívat i vlastních funkcí psaných v jazyce Java Presistence Query Language JPQL. JPQL je
jazyk podobný SQL, který má ale pár výhod navíc - jednak nezáleží na tom, nad jakou
databází funguje, ale také umožnˇuje objektový prˇístup. Jednotlivé parametry v dotazo-
vacím rˇeteˇzci jdou nastavit z promeˇnných, cˇímž se dá prˇedejít SQLInjection. Jako ukázku
jsem si dovolila uvést jednoduchý select s pomocí JPQL, ve kterém navíc využívám gene-
rické typy. V prˇíkladu kódu 2 vidíme využití externího parametru id, který se nastavuje
pomocí metody .setParameter. Zde jsem použila .getSingleResult, protože ocˇekávám, že
mi dotaz vrátí pouze jeden záznam. V prˇípadeˇ, že metoda vrátí kolekci, se používá .ge-
tResultList().
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@Entity
@Table(name = "app_user")
public class AppUser extends BaseEntity implements Serializable {
@Embedded
private Jmeno userName;
@Version
private int version;
@Enumerated(EnumType.STRING)
@Column(name = "userrole", nullable = false)
AppRole role;
@ManyToOne
FuelStation stanice;
@Temporal(javax.persistence.TemporalType.TIMESTAMP)
private Date lastLogin;
...
}
Výpis 1: Ukázka entitní trˇídy
Obrázek 9: Životní cyklus entity ze zdroje [5]
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@Override
public <T extends BaseEntity> T selectOne(Class<T> myClass, Long myId) {
String selectString = "select class from " + myClass.getName() + " class where class.
id = :id";
T result = (T) entityManager.createQuery(selectString, sth)
.setParameter("id", myId)
.getSingleResult();
return result ;
}
Výpis 2: Ukázka metody select pomocí JPQL
4.1.2 JavaServer Faces
JavaServer Faces (dále JSF) je technologie, která umožnˇuje tvorˇení server-side uživatel-
ských rozhraní. Tato technologie obsahuje UI komponenty, které tvorˇí dynamickou cˇást
stránky. Tyto komponenty mohou meˇnit svu˚j stav, obstarávat události a vstupy, definovat
navigaci stránek a zlepšovat prˇístup.
JSF jsou navrženy tak, že používají standardní existující UI a webové koncepty, cˇímž
nenutí developery k používání jiného znacˇkovacího jazyku. UI komponenty JSF obsahují
funkcionalitu, neurcˇují ale vzhled, takže jsou použitelné na ru˚zných klientských zarˇíze-
ních.
Cílem JSF bylo jednoduše oddeˇlit aplikacˇní logiku a presentacˇní vrstvu, ale zárovenˇ
zjednodušit jejich propojení.
Samotné JSF znacˇky jsou definovány v knihovnách. JSF jsou rozdeˇleny do jmenných
schémat, které musíme definovat v souboru pomocí xmlns, jak lze videˇt v ukázce 4.1.2.
xmlns:h="http :// java.sun.com/jsf/html"
xmlns:p="http :// primefaces.org/ui"
Jako ukázku neˇjakého JSF kódu jsem zvolila obycˇejné tlacˇítko, viz ukázka 3. Mu˚žeme
si všimnou jednoduchého použití komponenty custBean, která se používá pomocí tzv.
binding. Pak se lze objektovým prˇístupem dostat k jednotlivým metodám dané kompo-
nenty a volat je. Metoda saveUser je vyvolaná pomocí action, tudíž musí vracet strukturu,
která pak mu˚že být použita pro cíl navigace. V tomto prˇípadeˇ tato metoda vrací String,
který je mapován na url, na kterou se po provedení kódu této metody prˇesmeˇruje webové
rozhraní. Metoda cancel se ale využívá v actionListeneru, nemá návratový typ a nikam
neprˇesmeˇrovává.
<p:commandButton value="#{msg.save}" action="#{custBean.saveUser}" />
<p:commandButton value="#{msg.cancel}" immediate="true" actionListener="#{custBean.cancel}" />
Výpis 3: Ukázka JSF buttonu
4.1.3 PrimeFaces
PrimeFaces je knihovna, tvorˇená jedním jar bez dalších dependencies. Dovolím si citovat
myšlenku, která stála za vznikem PrimeFaces:
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Components in PrimeFaces are developed with a design principle which states that "A good
UI component should hide complexity but keep the flexibility"while doing so. [4]
Což by se dalo volneˇ prˇeložit asi takto: Komponenty v PrimeFaces jsou vyvíjeny s
návrhovým principem, který rˇíká, že "Dobrá UI komponenta by meˇla nejen skrývat slo-
žitost, ale také udržovat pružnost."s tím, že to také deˇlají.
PrimeFaces jsou hodnoceny jako jedny z neoblíbeneˇjších frameworku˚ z hlediska de-
veloperu˚, které poskytují vytvárˇení bohatých uživatelských rozhraní v jazyce Java.
DevRates.com zverˇejnil tuto statistiku:
Obrázek 10: Oblíbenost frameworku˚ developery, prˇevzato ze zdroje [11]
Více informací a konkrétní hodnocení mu˚žete nalézt zde [12].
PrimeFaces mají opravdu bohatou škálu komponent umožnˇujících ru˚zná využití, od
cˇasto používaných selectMenu a button až po grafy a sockety. Všechny komponenty
vcˇetneˇ krátkých tutoriálu˚ popisuje zdroj [4].
4.1.4 Representational state transfer
Representational state transfer (dále REST) je zpu˚sob, jak pro komunikaci využívat jed-
noduchá HTTP volání. Je reprezentován datoveˇ a používá se pro snadný prˇístup k datu˚m
(resources). REST neslouží pouze pro webové služby, ale nachází uplatneˇní tam, kde je
potrˇeba jednoduchým zpu˚sobem zaslat požadavek a dostat zpeˇt data urcˇitého formátu,
jako naprˇíklad text, obrázek atd.
Neˇkteré aplikace sice využívají REST, ale nejsou tzv. RESTfull, to znamená, že nemají
jeho plnou podporu.
REST funguje na základeˇ požadavku (tzv. resource), který má svu˚j vlastní identifiká-
tor, což mu˚že být naprˇíklad URL. Reprezentace požadavku už je individuální, nejcˇasteˇji
jde o XML, JSON nebo HTML. Dalšími formáty jsou naprˇíklad PDF nebo SVG. Klient
nepracuje prˇímo se samotným požadavkem, ale má k dispozici jeho reprezentaci.
Sémantika RESTu je omezená, tvorˇí ji pouze CRUD operace. Není zde naprˇíklad
možné používat sémantiku, která by odpovídala neˇjakým volaným metodám. Také se
oproti jiným metodám, jako naprˇíklad RPC (Remote Procedure Call) získává stav apli-
kace urcˇený daty, ale ne chování aplikace. Typickým rysem REST je i jeho bezestavovost,
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což znamená, že jeden požadavek musí obsahovat všechny informace nutné k jeho vy-
konání.
4.1.5 WebSocket
Specifikace HTML5 WebSocketu˚ urcˇuje API, které umožnˇuje webovému rozhraní obou-
strannou komunikaci s remote hostem. Je neˇcˇím, co by se dalo nazvat jako další evolucˇní
kru˚cˇek v porovnání naprˇíklad s Ajaxem.
Poskytuje rozhraní a definuje oboustrannou komunikaci pro každý socket. Výhodou
je, že není nutné udržovat dlouhé spojení. To s sebou nese rˇadu výhod, naprˇíklad se takto
snižuje množství nepotrˇebné sít’ové komunikace, narozdíl od dlouho trvajících spojení,
která meˇla simulovat full-duplex tak, že udržovala dveˇ spojení.
Základní architekturu technologie WebSocket mu˚žeme videˇt na obrázku 11
Obrázek 11: Architektura WebSocket
Tato technologie mu˚že být tedy neˇkdy výhodneˇjší než technologie zvaná heartbeat,
která se v urcˇitých cˇasových intervalech ptá serveru, zda má nová data. Odpoveˇd’ je totiž
veˇtšinou negativní, a tak dochází ke zbytecˇné komunikaci a zatížení síteˇ a prostrˇedku˚. V
takových prˇípadech je WebSocket jednoznacˇneˇ vhodneˇjší technologií.
Z hlediska implementace WebSocketu˚ exituje spousta možností. Programátor si mu˚že
napsat vlastní WebSocket server a poslouchajícího klienta. Technologie WebSocket je ale
oblíbená a cˇasto používaná, takže existují frameworky a knihovny, které práci s touto
technologií znacˇneˇ ulehcˇují.
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4.1.6 Enterprise JavaBeans
Specifikace EJB popisuje trˇídy a rozhraní, které definují vztah mezi enterprise beans a
klientem a mezi enterprise beans a EJB konteinerem. EJB obstarává logickou vrstvu pro-
jektu.
EJB využívá aplikacˇní kontejner. Z toho du˚vodu je nutné volit server, který tedy musí
podporovat EJB technologii. Aplikacˇní kontejner umí nejen vytvárˇet instance trˇíd EJB
komponent, ale také je uchovávat a vracet, což šetrˇí místo - nemusí se znovu vytvárˇet. Je
tedy mnohem výhodneˇjší využívat EJB injection než naprˇíklad deˇdicˇnost.
Java Beans
Starší verze @EJB nutila programátora, aby každá Java Bean implementovala rozhraní
bud’ Local nebo Remote - podle toho, zda jsou využívány jen lokálneˇ, nebo je využívá i
jiná JVM. Nyní stacˇí pouze anotace @Local (chování jako interface Local). Také anotace
@ManagedBean je již deprecated. Tuto anotaci nahradila anotace @Named s parametrem,
který udává název komponenty, díky kterému je pak dostupná prˇímo ze stránek.
V ukázce zdrojového kódu 5 vidíme použitou deklaraci @Named a @RequestScoped.
Dále jsem použila anotaci @EJB, která mi pomohla provést EJB injection na trˇídy Data-
baseService a LogService, které jsou @Stateless. Dále je zde použita @ManagedProperty,
která umožní použít stejnou instanci trˇídy, která je uložena v jiné komponenteˇ.
@Named("administration")
@RequestScoped
public class AdministrationBean implements Serializable {
@EJB
DatabaseService databaseService; //= lookupDatabaseServiceBean();
@EJB
LogService logService;
@ManagedProperty(value = "#{sessionTracker.user}")
private AppUser user;
...
}
Výpis 4: Ukázka použití Java Bean
Novinky v EJB pro Java EE 7
Java EE 6 s sebou prˇináší spoustu novinek, jako trˇeba @Singleton, @Asynchronous,
@Schedule, Portable JNDI name, EJBContainer.createEJBContainer, EJB 3.1 Lite a dalších.
Java EE 7 už tolik novinek neprˇináší, na druhou stranu ale novinky z Java EE 6 uprˇesnˇuje
a slouží spíš jako bližší specifikace.
Více o novinkách se mu˚žete dozveˇdeˇt v dokumentu, který je ke stažení ve zdroji [9].
4.1.7 Contexts and Dependecy Injection
Contexts and Dependecy Injection (CDI) je technologie, jejíž hlavním cílem je jednoduché
propojování s dalšími cˇástmi aplikace.
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Základní funkcí CDI je Context, s kterým je možno definovat životní cyklus, a De-
pendency Injection, které umožnˇuje injektování komponent v aplikaci zpu˚sobem, který
je typoveˇ bezpecˇný a až v dobeˇ, kdy probíhá deploy, se vybírá, která implementace se
bude injektovat.
CDI umožnˇuje neˇkterým komponentám a JSF ManagedBeanám, aby byly injektovány
a mohly volneˇ komunikovat pomocí vyvolávání a obsluhy událostí. Také umožnˇuje Java
EE komponentám, jako jsou Servlet nebo Bean, aby jejich životní cyklus byl úzce spjat s
životním cyklem aplikace. K tomu úcˇelu poskytuje ru˚zné nastavení logické délky život-
nosti, tzv. scope.
4.1.8 Porovnání CDI a EJB
CDI a EJB mohou vyvolávat dojem, že obsahují totožnou funkcionalitu. V této kapitole
je vysveˇtleno, v cˇem je rozdíl a procˇ se neˇkdy používá CDI a jindy zase EJB.
CDI jako takové umožnˇuje inject, scoping a event bus. EJB oproti tomu umožnˇuje
dependency injection, declarative transactions, declarative security, pooling, concurrency
control, asynchronous execution a remoting.
EJB nemu˚že využívat event bus tak, jako CDI, ale má speciální typ Java Bean, který
umožnˇuje poslouchat zprávy - message driven bean.
Z toho vyplývá, že EJB jako takové mají spoustu funkcí, které nemohou být lehce
nahrazeny CDI. Na druhou stranu, CDI a EJB mohou být používány dohromady.
Obeˇ technologie ale umožnˇují injection, každá ale s trochu jinou myšlenkou. CDI
umožnˇuje injektovat implementacˇní rozhraní kamkoli. Objekt, který je injektován, ne-
musí být jen EJB. CDI mu˚že být použito, když je zapotrˇebí injektovat servisy, které nejsou
EJB, jinou implementaci nebo algoritmy. V tomto ohledu je tedy mnohem flexibilneˇjší,
než EJB.
EJB, ve spojení s @EJB anotací, také umožnˇuje inject. Hlavní myšlenkou ale je, že trˇída,
ve které se @EJB inject použivá, je spravována EJB kontejnerem.
Inject pomocí obou metod pro porovnání:
@EJB EJBService ejbService;
@Inject EJBService ejbService;
Výpis 5: Ukázka použití Java Bean
4.2 Struktura aplikace
Vzhledem k tomu, že stojan a jeho komunikace nebyla zmeˇneˇna, další cˇásti se budou
zabývat prˇevážneˇ aplikaci. Ta byla pu˚vodneˇ tvorˇena jako jediný projekt Web Application,
zahrnující všechny cˇásti - od komunikace s databází až po webovou prezencˇní vrstvu.
Cílem tedy bylo ji rozvrstvit na cˇásti tak, aby se každá cˇást starala o urcˇitou funkcionalitu.
Taková aplikace bude nejen mnohem lépe prˇizpu˚sobovat dalším zmeˇnám, které mohou
být u tohoto systému provedeny v budoucnosti, ale také bude mnohem prˇehledneˇjší z
programátorského hlediska.
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Jedním ze zpu˚sobu˚, jak docílit žádaného rozvrstvení, je vytvorˇení Enterprise projektu,
který umožnˇuje rozdeˇlení na ejb modul a webový modul. Ejb modul se stará o databá-
zový prˇístup a zpracovává data, která se mají do databáze uložit. Webový modul je pak
ta cˇást, která obsahuje jak samotné view, tak controller, který zpracovává data nacˇtená a
poslaná ejb modulem a pak je posílá k vykreslení do jednotlivých view trˇíd.
Další možností je vytvorˇení rovnou celého Maven projektu, který má v zásadeˇ po-
dobnou strukturu, jako Enterprise projekt, ale navíc usnadnˇuje práci v jednotlivých pro-
jektech s ohledem na externí knihovny a má další výhody oproti Enterprise projektu. Z
toho du˚vodu byla aplikace psaná jako Maven projekt. Struktura aplikace vypadá tak, jak
ukazuje obrázek 12. Webová cˇást tedy využívá JavaBean pro svou logiku a kombinaci
css, html, JSF a JSP pro vykreslování webových stránek.
Obrázek 12: Základní schéma struktury aplikace
4.2.1 Struktura databáze
Již existuje databáze, která byla používána pu˚vodním systému. Vzhledem k zjednodu-
šení prˇechodu na nový systém by bylo vhodné strukturu samotné databáze ponechat tak,
jak již byla naimplementována. Schéma této databáze je viditelné na obrázku 6.
4.2.2 Struktura cˇásti pro komunikaci s databází
Pu˚vodneˇ vrstvy aplikacˇní logiky komunikovali prˇímo s vrstvou, která obstarávala data
z databáze. Chybeˇla zde jakási servisní vrstva, která by zprostrˇedkovávala komunikaci
a zachovala zapouzdrˇení. Aby byl tento nedostatek odstraneˇn, byl použit vzor DAO [7],
který tento problém elegantneˇ rˇeší. Použití návrhového vzoru DAO v programu je patrné
v sekvencˇním diagramu 13.
Prˇíklad komunikace s uživatelem ukazuje sekvencˇní diagram 13. Zobrazuje vkládání
nového stojanu a jeho prˇirˇazení ke stanici, ke které patrˇí.
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Aplikace využívá komponenty Entity Beans k reprezentaci dat v databázi. Pro prˇístup
do databáze využívá každá entita funkcí CRUD.
Z hlediska implementace byl prˇístup do databáze rozložen na cˇást, která je spolecˇná
všem entitám a obsahuje základní operace nad databází. Dále urcˇité entity potrˇebují pou-
žívat vlastní prˇístup cˇi specifické operace nad daty. K tomu slouží další trˇídy, vlastní teˇm
entitám, které je potrˇebují. V teˇchto trˇídách se nachází pouze implementace specifických
operací.
Hlavní trˇída, spolecˇná všem entitám, implementuje generické funkce a je chápána
jako hlavní prvek prˇi prˇímé komunikaci s databází. Na obrázku 14 mu˚žeme videˇt, že tu
funkci zastává trˇída GenericDao.
Servisní trˇídy kopírují Dao trˇídy, s kterými komunikují pomocí @EJB injection. Na
obrázku 14 vidíme strucˇné znázorneˇní struktury databázové cˇásti.
Obrázek 14: Databázová cˇást programu
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4.2.3 Struktura komunikace stojanu a serveru
Mezi stojanem a serverem probíhá komunikace pomocí RESTu, který je blíže popsán v
kapitole 4.1.4. Stojan volá server pomocí url, která je vytvorˇená pomocí schématu:
http://server:port/Aplikace/ROOTIdentifikatorRESTu/RESTPozadavek?parametry
Ukázku javovské trˇídy, která se stará o komunikaci skrze REST, mu˚žeme videˇt na
ukázce 6.
@Path("/ns−itu/authenticate")
@Stateless
public class AuthenticateCommunication {
...
@GET
@Produces("text/plain")
public Response authenticate(
@QueryParam("hash") String hash,
@QueryParam("pin") String pin,
@QueryParam("stationId") int stationId,
@QueryParam("number") int number
) {
ResponseBuilder responseBuilder;
...
return responseBuilder.build() ;
}
}
Výpis 6: Ukázka trˇídy pro REST komunikaci
@Path definuje url, které tato trˇída poslouchá. Díky tomu se mu˚že každá trˇída soustrˇe-
dit pouze na tu cˇást komunikace, která je pro ni zajímavá. Tímto zpu˚sobem jsou oddeˇleny
url pro prˇihlášení uživatele nebo pro nabíjení ze stojanu˚.
@QueryParam jsou prˇíchozí parametry z REST požadavku, které si uložíme do vlast-
ních promeˇnných, se kterými se dále pracuje.
ResponseBuilder je trˇída, která umožnˇuje tvorˇit odpoveˇd’, tzv. response, která se pak
odesílá jako odpoveˇd’ na požadavek, tzv. request, zde pomocí metody GET.
Prˇíkazem .build() se vytvárˇí instance Response, která se generuje z aktuálního Re-
sponseBuilderu. Builder se pak vrací do prázdného stavu.
Vlastnosti odesílané odpoveˇdi mu˚žeme nastavovat bud’ prˇímo metodami, které ob-
sahuje ResponseBuilder, nebo prˇes trˇídu Response, a to takovýmto zpu˚sobem:
responseBilder = Response.status(Response.Status.FORBIDDEN);
V prˇípadeˇ, že v pru˚beˇhu metody nastane chyba, je odchycena pomocí try/catch, zpu˚-
sobem, jaký uvádí kód 7.
catch (ParseException ex) {
return Response.serverError().build();
}
Výpis 7: Vyvolání výjimky ve zpracování REST požadavku
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Dále zde naleznete konkrétní informace o posílaných zprávách a trˇídách, které je
zpracovávají. Také jsou zde uvedeny ukázky kódu˚. Vstupními parametry se myslí prˇí-
chozí parametry prˇes definovanou metodu. Ukázku parametru˚ mu˚žete videˇt v kódu 6.
Hlavní trˇída, která definuje všechny další trˇídy související s prˇímou komunikací, je
VoltageApplication. Její kód je uveden v ukázce 8. Definuje hlavní uzel komunikace a
deˇdí prˇímo z Aplikace.
@ApplicationPath("/ns−itu/∗")
public class VoltageApplication extends Application {
@Override
public Set<Class<?>> getClasses() {
final Set<Class<?>> classes = new HashSet<>();
classes.add(AuthenticateCommunication.class);
classes.add(FuelingCommunication.class);
classes.add(HeartBeatCommunication.class);
classes.add(LoggingCommunication.class);
return classes;
}
}
Výpis 8: VoltageApplication
Nyní následuje popis trˇíd, které jsou uvedeny ve VoltageAppliaction.
Hned první je trˇída AuthenticateCommunication. Konkrétní informace jsou uve-
deny v tabulce 3. Tato trˇída vrací v objektu Response informace o pru˚beˇhu komunikace,
který vidíte v ukázce 9. AuthState je informace o pru˚beˇhu autentifikace. Mu˚že nabývat
hodnot OK, Fail nebo Denied.
StringBuilder myResponse = new StringBuilder();
myResponse
.append(AuthState.OK)
.append(DELIM)
.append(fuelUser.getId())
.append(DELIM)
.append(price)
.append(DELIM)
.append(fuelUser.getJmeno().getCeleJmeno());
ResponseBuilder responseBuilder = Response.ok(myResponse.toString(), MediaType.
TEXT_PLAIN_TYPE);
return responseBuilder.build() ;
Výpis 9: Struktura Response pro AuthenticateCommunication
FuelingCommunication obstarává komunikaci týkající se samotného nabíjení ze sto-
janu. Konkrétní informace naleznete v tabulce 4. Vstupem i výstupem je plain text. Zde
probíhá oveˇrˇení tzv. flagu, který nese informace o stavu nabíjení. Nabývá hodnot START,
CONTINUE, END a ERROR. V prˇípadeˇ, že je flag START, vytvorˇí se do databáze nový
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AuthenticateCommunicatoin
používaná metoda: GET
obsluhovaná url: /ns-itu/authenticate
vstupní parametry:
hash String hash uživatele
pin String pin uživatele
stationId int id stanice, ze které se
uživatel prˇihlašuje
number int výstup stojanu
Tabulka 3: Parametry trˇídy AuthenticateCommunitacion
záznam o nabíjení. V prˇípadeˇ CONTINUE i END se aktualizuje záznam v databázi. Re-
sponse vrací informace o pru˚beˇhu - pokud nenastal problém, vrací se status OK, jinak
serverError().
FuelingCommunication
používaná metoda: PUT
obsluhovaná url: /ns-itu/fueling
vstupní parametry:
fuelItemId long id záznamu
userID long id uživatele
stationId int id stanice
number int cˇíslo výstupu stojanu
outputId int id výstupu
time String cˇas dobíjení
amount double množství energie
flag FuelState stav stojanu
Tabulka 4: Parametry trˇídy FuelingCommunication
HeartBeatCommunication je další trˇída, komunikující se stojanem. Ta slouží k tomu,
aby o sobeˇ mohl stojan pravidelneˇ dávat veˇdeˇt, zda je takzvaneˇ živý, nebo ne. V prˇípadeˇ,
že se neozve po urcˇitou dobu, je jeho stav zmeˇneˇn z CONNECTED na DISCONNECTED.
Další informace uvádí tabulka 5. Do databáze se ukládá pokaždé cˇas, kdy o sobeˇ dal
stojan veˇdeˇt.
LoggingCommunication je trˇída obstarávající zaznamenávání provozních informací.
Prˇíkladem mu˚že být prˇihlašování stanice do aplikace. Když se stanice prˇihlásí, je vytvo-
rˇen nový FuelLogItem, do kterého se uloží data s informacemi o stanici, stojanu, cˇasu
prˇihlášení a text a uloží se do databáze. Konkrétní informace jsou v tabulce 6.
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HeartBeatCommunication
používaná metoda: GET
obsluhovaná url: /ns-itu/heartbeat
vstupní parametry:
stationId int id stanice
number int cˇíslo výstupu stojanu
status FuelStandStatus status stojanu
Tabulka 5: Parametry trˇídy HeartBeatCommunication
LoggingCommunication
používaná metoda: PUT
obsluhovaná url: /ns-itu/logging
vstupní parametry:
stationId int id stanice
number int cˇíslo výstupu stojanu
time String cˇas zalogování
text String popis zalogované události
Tabulka 6: Parametry trˇídy LoggingCommunication
4.2.4 Struktura komunikace serveru s klientskou aplikací
V prˇípadeˇ, že na stanici prˇijede zákazník a zacˇne si dobíjet svu˚j elektromobil, zacˇne vy-
sílat data do aplikace. Toto by meˇl být impulz pro aplikaci, že by meˇla aktualizovat data
u daného stojanu a aktualizovat webovou stránku, aby uživatel mohl videˇt, že práveˇ
probíhá dobíjení.
Zpu˚sob této komunikace vcˇetneˇ nástinu implementace ukazuje schéma 15.
Obrázek 15: Zpu˚sob komunikace server - webové rozhraní
Stojan zacˇne posílat data do aplikace. Tato data jsou odchytávány v EJB cˇásti aplikace,
která je zpracuje a vyvolá událost, která je odchytávána ve webovém modulu projektu.
Prˇi odchycení této události se pomocí PrimeFaces tagu p:socket vyvolá javascriptový
kód, který aktualizuje data o tom stojanu, z kterého zacˇalo probíhat dobíjení.
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Trˇída FuelingCommunication (blíže popsána v prˇedchozí sekci) je informována v prˇí-
padeˇ, že zacˇne dobíjení. Pak vyvolá událost, jak vidíme v ukázce 10.
switch (flag) {
case START: {
Date date = sdf.parse(time);
fuelItem = fuelItemDao.createFuelItem(userId, stationId, standId,
outputId, amount, date);
statusEvent
. fire (new ChargingEvent(standId, stationId, outputId, "CHARGING"));
break;
}
...
}
Výpis 10: Vyvolání události ve FuelingCommunication
Do trˇídy StatusEvent jsou uloženy informace o stojanu - v tomto prˇípadeˇ jeho Id.
Tato událost je odposlouchávána trˇídou FuelingBean. Metodu, která se o odposlou-
chávání stará, mu˚žete videˇt v ukázce 11.
public static void onStatusEvent(@Observes StatusEvent statusEvent) {
EventBus eventBus = EventBusFactory.getDefault().eventBus();
eventBus.publish("/status" , statusEvent.getFuelStand());
}
Výpis 11: Odposlouchávání události trˇídou FuelingBean
Pomocí anotace @Observers dochází k odposlouchávání události. Data ze trˇídy Sta-
tusEvent jsou uloženy do promeˇnné statusEvent a dále jsou zpracovávány. Pomocí Event-
Bus se posílá metodou .publish() na kanálu "/status"instance trˇídy FuelStand, která je
dále odchycena trˇídou oanotovanou jako @PushEndpoint, viz ukázka 12.
@PushEndpoint("/browser")
public class BrowserStatsResource {
@OnMessage(encoders = {JSONEncoder.class})
public String [] onMessage(FuelStand data) {
String [] string = new String[2];
String id = " id" + Long.toString(data.getStation() .getId () ) + data.getId () ;
string [0] = id ;
string [1] = data.getStatus() . toString () ;
return string ;
}
Výpis 12: Trˇída poslouchající na kanálu browser
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Odsud jsou už data posílána pomocí socketu. Ten je odchycen na stránce fueling.xhtml
pomocí PrimeFaces atributu p:socket, jak ukazuje kód 13. Ten urcˇuje, která javascriptová
metoda prˇíchozí data zpracovávat.
<p:socket onMessage="changeStatus" channel="/status" />
Výpis 13: Odchycení socketu stránkou fueling.xhtml
V prˇípadeˇ, že prˇijde zpráva na kanálu "/status", je vyvolána javascriptová metoda
changeStatus, která se stará o aktualizaci ikony u daného stojanu.
Pro aktualizaci a zobrazování záznamu˚ o tom, že je ze stojanu dobíjeno, slouží trˇída
UpdateFuelBean.
4.3 Zmeˇny ve webovém prostrˇedí
Na obrázku 16 mu˚žeme videˇt, jak by meˇl vypadat nový vzhled webových stránek. Tento
návrh dodala osoba poveˇrˇená konzultantem práce.
Obrázek 16: Návrh designu
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Soucˇasný vzhled mu˚žeme videˇt na obrázku 17. Do budoucna se pocˇítá s dalšími úpra-
vami, aby design co nejvíce odpovídal prˇedstavám zákazníka.
Obrázek 17: Soucˇasná grafická podoba webových stránek
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5 Záveˇr
Cílem této práce bylo vylepšit soucˇasný systém pro monitorování dobíjecích stanic elek-
tromobilu˚ za pomocí nových technologií. Jako programovací jazyk této aplikace byla po-
užita Java. Funkci aplikacˇního serveru zastal GalassFish.
Požadavky zadání, jako použití nových technologií a rozdeˇlení aplikace na logické
cˇásti, byly splneˇny. Grafické rozhraní není ješteˇ zcela dokoncˇeno. Na aplikaci se dále
bude pracovat a pokud bude dodán kompletní grafická návrh, bude dokoncˇena v pru˚-
beˇhu kveˇtna cˇi cˇervna. V budoucnu se aplikace bude rozru˚stat a prˇizpu˚sobovat novému
rozšírˇení mezi další uživatele.
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