Amazon S3 is a widely adopted web API for scalable cloud storage that could also fulfill storage requirements of the high-energy physics community. CERN has been evaluating this option using some key HEP applications such as ROOT and the CernVM filesystem (CvmFS) with S3 back-ends. In this contribution we present an evaluation of two versions of the Huawei UDS storage system stressed with a large number of clients executing HEP software applications. The performance of concurrently storing individual objects is presented alongside with more complex data access patterns as produced by the ROOT data analysis framework. Both Huawei UDS generations show a successful scalability by supporting multiple byte-range requests in contrast with Amazon S3 or Ceph which do not support these commonly used HEP operations. We further report the S3 integration with recent CvmFS versions and summarize the experience with CvmFS/S3 for publishing daily releases of the full LHCb experiment software stack.
Introduction
The storage and management of the Large Hadron Collider (LHC) data is one of the most crucial and demanding activities in the LHC computing infrastructure at CERN and at the many collaborating sites within the Worldwide LHC Computing Grid (WLCG) [6] . Today, most physics data is still stored with custom storage solutions, which have been developed for this purpose within the High-Energy Physics (HEP) community. Data volume and aggregated speed of data access are increasing demands of the users, therefore CERN and partner institutes are continuously investigating new technological solutions to provide more scalable and performant storage solutions to the user community.
Cloud storage systems have demonstrated good results in terms of scalability and are presented as potentially cost-effective alternatives [9, 11] . They are typically based on a distributed key-value store, and divide the storage namespace up into independent units [5] . In case of Huawei UDS generations, these independent units are known as buckets. The namespace partitioning increases scalability by ensuring that access to one area is unaffected by the activity in other parts of the distributed storage system. In addition, the internal replication and distribution of data replicas over different storage components provides intrinsic fault-tolerance and additional read performance: multiple data copies are available to correct storage media failures and to serve clients. The HTTP-based Amazon Simple Storage Service (S3) API 1 has become a de-facto standard among many commercial and open-source storage products for cloud storage access. It may, therefore, become an important integration technology for consistent data access and exchange between science applications and a larger group of sites. One of the advantages of S3 is its open nature that lets the decision between operating a private storage cloud and using commercial cloud services left to the site, based on its size and local cost evaluation. The Universal Distributed Storage (UDS) 2 system developed by Huawei is based on a key-value store with large numbers of inexpensive CPU-disk pairs to form a scalable, redundant storage fabric. Huawei cloud storage systems are also S3 compatible which makes easy to compare with other cloud storages systems. The new UDS generation Huawei OceanStor V100R002C00 is is recently installed in the CERN data center and it is being evaluated in comparison with the previous generation already installed at CERN and other cloud storage systems such as Amazon S3 or Ceph [3] . The scalability of the first UDS generation with a multiclient S3 benchmark has been evaluated in a previous work [10] . In this paper, a comparison between both UDS generations is carried out in order to verify the scalability and performance obtained by a newer UDS generation: Huawei OceanStor V100R002C00. Moreover, the UDS generations performance is evaluated using some key HEP applications such as ROOT [2] and CvmFS [7] with S3 back-ends. A multi-client S3 compatible benchmark is executed in different configurations to measure the aggregated throughput of byte-range operations. The aim of this is to verify the scalability of both UDS generations in order to deal with multi-range/single-range HTTP downloads operations widely used in the HEP community.
This paper is structured as follows. Section 2 describes design and features of both UDS generations. Section 3 studies the scalability of both UDS generations by considering raw upload and download operations. Section 4 analyses the scalability of different data access patterns by performing vector reads with the ROOT framework. Section 5 presents a real CvmFS/S3 application for LHCb software uploads. Finally, Section 6 draws conclusions from the study results.
Huawei Universal Distributed Storage (UDS) generations
This section gives an overview of the Huawei UDS massive data storage systems. The focus is on the hardware and features of the cloud storage setups that are used at CERN. Two Huawei cloud storage generations are deployed in the CERN data center with a storage capacity of 768 terabytes (TB) and 1.2 petabytes (PB). Both UDS generations are designed for handling large amounts of data with two main functional components:
• Control Nodes (OSC). The OSCs are user-facing front-end nodes which implement the S3 access protocol and delegate the storage functions to storage nodes. OSC nodes are in charge of scheduling, distributing and retrieving the data of the storage nodes.
• Storage Nodes (SOD). The SODs are independent storage nodes, which manage data and metadata on individual hard disks. All stored objects are divided into one megabyte (MB) chunks that are spread and stored on the storage nodes.
The connectivity between these components is provided with three switches. The system is accessed via two 10Gb network connections from a group of CERN-based client nodes. The main hardware features for both Huawei UDS generations are shown in Table 1 . The first UDS generation consists of seven control nodes and 384 storage nodes, each storage node being a diskprocessor pair comprised of a 2 TB disk coupled to a dedicated ARM processor and memory. In contrast, the second UDS generation presents four control nodes and 300 storage nodes with 4TB disk each. The S3 API of the second UDS generation supports latest S3 features such as multipart uploads, which is useful when operating with large HEP data files. The evaluated Huawei UDS generations use three replicas to ensure the data availability and reliability. Data replicas are distributed to different storage nodes such that a loss of one or multiple disks will not have impact on data availability. In case of a disk failure, an automated self-healing mechanism ensures that the other storage nodes handle the data on the faulty disk. Corrupted or unavailable data is replaced using the remaining replicas.
Raw data performance comparison
In this section, a raw data performance comparison between both UDS generations is carried out in order to study the throughput and metadata scalability. These tests are based on the benchmark software from Zotes' et. al. work [10] , hosted and distributed among all involved machines via the distributed file system AFS [8] .
Throughput performance
The cloud storage throughput performance is measured using 100 MB files and 2100 buckets in total. The upload and download throughput results show that the available network bandwidth of 20 gigabits could be filled for both UDS generations. Each additional front-end node is able to download around 1000 MB per second (see Figure 1 and Figure 2 ) or upload roughly 500 MB per second as is shown in Figure 3 and Figure 4 . Figure 4 shows the throughput performance for 100 MB uploads; where the new Huawei generation is able to provide slight increase to the maximum upload speed. Throughput performance for uploads in the second UDS generation.
Metadata performance
The metadata performance is evaluated using 4 kB files. Each front-end node adds linearly around 3500 files per second to the total download rate for both UDS generations, see Figure  5 and Figure 6 . Simply adding more front-end nodes could likely further increase the achieved maximum 4 kB download performance. In contrast, the front-ends do not present a limiting factor with 4 kB uploads as it is shown in Figure 7 and Figure 8 . ROOT files follow a tree structure and it can be arbitrary complex, because it could contain variables (column headers) or branches, which are more complex objects, including other trees. A variable is always the end point of a branch. Usually, trees are split into branches to benefit from the caching mechanisms, because the tree structure is more complex than a table and the splitting level can be adjusted to match the user's needs. For this paper, a multi-client ROOT benchmark is implemented to offer a full parametric configuration by allowing different access patterns per volume size or entries number to ROOT files. This benchmark allows the use of heterogeneous clients, i.e. physical and/or virtual machines with different features, because it measures the aggregated throughput until a given deadline. Moreover, it offers the configuration of different ROOT parameters such as the number of entries to read, the selection of branches, and the access protocol to the cloud storage such as xroot [1] or S3, by using the davix plugin [4] for the last one. A ROOT file, which analyses the W and Z bosons with 11918 entries and 5860 branches, is selected from the ATLAS experiment in order to execute multiple vector reads. Two use cases are considered for each access pattern test. In the first use case, only one bucket and one file are accessed by many concurrent clients. The results of this use case are only shown for the first UDS generation, because the second UDS generation was not expected to scale with only one bucket. A second use case considers 64 buckets, which is the same number of machines that builds up the deployed client cluster, and each bucket contains one copy of the ATLAS ROOT file aforementioned. Thus, each machine has assigned one bucket to access. The aim of these tests is to study the scalability of data reads with different access patterns used in a typical data analysis execution with the ROOT framework. Thanks to these tests, it is demonstrated that only UDS generations support multi-range get requests operations, which are commonly used in HEP analysis, when other storage systems such as Amazon S3 and Ceph do not support them. This subsection presents the scalability study of both UDS generations by reading different percentages of volume of the ATLAS file. In order to consider different percentages of volume, a branch selection process is performed. This branch selection process consists of selecting the branches from an ordered list from the smallest branch to the biggest one, until the percentage of volume to test is achieved. In this evaluation, all the entries are read for each percentage of volume.
Vector reads by volume size
In the first use case, when only one bucket is accessed from all the concurrent clients, results show that the full bandwidth is reached when reading the 100% and the 50% of volume of the ATLAS file, see Figure 9 . The throughput obtained when reading 1% of volume is decreasing because the cloud storage becomes over-stressed. In the case of the 64 buckets, Figure 10 and Figure 11 , both UDS generations achieve the full network bandwidth for the same percentage of volume as in the previous case (100% and 50%). As expected, the 1% percent of volume reads scale up until too many clients access to the same small amount of data. 
Vector reads by entries number
In this subsection, all branches are selected in order to focus on different percentage of entries read for both use cases: 1 bucket and 64 buckets. The entries selection process is random until the number of entries accomplishes the percentage of entries to test. In addition, this random selection process allows the performance evaluation of the UDS generations with sparse accesses. Table 2 shows the different data volume read for each sparse access and the number or read calls without counting the cache calls. Scalability of sparse entry accesses through one bucket in first UDS generation. Figure 12 shows the results for the fist use case, when one bucket is accessed from all clients. The first UDS generation successfully scales until it reaches the full network bandwidth when reading 100% and 0.1% of entries. In case of 0.001% of entries, the bucket is over-stressed due to too many clients are accessing to the same small amount of data. Figure 13 and Figure 14 show the throughput obtained by accessing 64 buckets. Both UDS generations successfully scale until they reach the full network bandwidth. These two use cases consider the accesses to the 100% of data volume by selecting the 100% of branches from the ATLAS file. The same evaluation has been carried out by selecting set of branches that compose 50% and 1% of the file volume with the same range of entry accesses and the results present again that both UDS generations scale in the same way as Figure 13 and Figure 14 . Figure 14 . Scalability of sparse entry accesses through 64 buckets in second UDS generation.
S3 Integration and test deployment in CvmFS
In this section, we evaluate the ability of cloud storage to work as a back-end for a CvmFS (CernVM File System) while it is storing real LCHb experiment software. The CvmFS is a read-only cached file system optimised to deliver experiment software in a fast, scalable and reliable way [7] . It has been widely used in WLCG since 2012, but is also now getting users from outside of the HEP community. In a typical use case the users mount CvmFS repositories and files get downloaded transparently when needed. One of the CvmFS challenges is to be able to publish new software as fast as possible and to enable these files to be accessed through HTTP protocol. The HTTP-based S3 API is for this reason inherently compatible back-end storage interface for the CvmFS. The CvmFS with S3 storage back-end was tested together with the LHCb experiment by publishing daily the latest version of the LHCb experiment's software stack. The test was run 110 days and in average 162 ± 28 thousand new files occupying 7.45 ± 3.78 GB of data was uploaded daily to the Huawei cloud storage through the S3 API. The difference in the deviations is because some of the binary files do not always change. The repository size growth is shown in Figure 15 . The CvmFS data was stored first in first generation UDS (stratum 0) and replicated based on availability to the second generation UDS (stratum 1). The S3 storage back-end operated without any anomalies. The flat part between 22th day and 25th day was due to expired repository signature, which is not related to the S3 functionality. In the end of the test, the CvmFS repository contained over 18 million unique files occupying in total over 880 GB of storage space. The CvmFS software has also garbage collection feature, which can support this feature by deleting files with 400 parallel requests while simultaneously uploading files with the maximum speed. The achieved upload performance during deletion process is shown in Figure 16 . The test was done only with the second UDS generation, because the first generation does not support large scale deletes properly. The delete requests decrease the maximum upload speed only slightly, which is expected because the cloud storage uses part of its resources to serve the delete requests.
Conclusions
In this paper, we evaluate the recent UDS version V100R002C00 focusing on scalability in realistic HEP applications such as ROOT analysis and software distribution via CvmFS/S3. Results show that both Huawei storage systems fill the 20 Gigabit network bandwidth by obtaining a successful scalability regarding throughput and metadata performance measurements. Moreover, we use the ROOT framework to simulate end user analysis access which is often characterised by sparse, random access. During this evaluation, we discover that Amazon S3 and Ceph do not support the multi-range HTTP requests that are commonly used in HEP analysis, when both UDS generations support them and even reach the full network bandwidth in all cases. Both Huawei cloud storage systems have been demonstrated to function as expected as back-end for a large scale software repository hosting nightly builds of the LHCb experiment software. The deployment has been stable over a period of more than 15 weeks, showed the expected performance and has allowed to reach a repository size, which is one order larger in volume than all traditional production deployments together. This activity has allowed us to confirm both the successful integration of S3-support into the CvmFS software stack and the stable real-life deployment of a cloud storage system in HEP context.
