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Abstrakt
C´ılem prakticke´ cˇa´sti te´to pra´ce je vytvorˇit program, ktery´ aplikuje teorii konecˇny´ch auto-
mat˚u v praxi a deˇla´ tak tuto teorii snadeˇjˇs´ı k pochopen´ı. Program umozˇnˇuje snadne´ vytva´-
rˇen´ı konecˇny´ch automat˚u, nad nimizˇ na´sledneˇ jednodusˇe, ale hlavneˇ didakticky demostruje
za´kladn´ı teoreticke´ znalosti, jako jsou prˇevody na specia´ln´ı typy konecˇny´ch automat˚u, ilu-
strace cˇinnosti nebo vyja´drˇen´ı konecˇne´ho automatu formou zdrojove´ho souboru v jazyce C.
V te´to technicke´ zpra´veˇ se pokus´ım popsat, jak jsou jednotlive´ kl´ıcˇove´ cˇa´st´ı aplikace imple-
mentova´ny.
Kl´ıcˇova´ slova
Konecˇny´ automat, prˇevod, ilustrace cˇinnosti, generova´n´ı ko´du, graficke´ uzˇivatelske´ rozhran´ı,
c++, wxWidgets.
Abstract
The main goal of practical part of this work is to create a program, which applies finite
automata theory in practice and makes this theory easier to understand. Program is ca-
pable to easily create finite automata and make didactic demostration of basic theoretical
knowledges such as coversion to special types of finite automata, function illustration or
representation of finite automata in form of C language source code.
In this technical report I will try to describe, how are individual key parts of the application
implemented.
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c++, wxWidgets.
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U´vod
Prˇedmeˇtem te´to bakala´rˇske´ pra´ce jsou konecˇne´ automaty. Kolem konecˇny´ch automat˚u exis-
tuje mnoho teorie, soucˇasneˇ ovsˇem plat´ı, zˇe cˇloveˇk doka´zˇe veˇci mnohem le´pe cha´pat, pokud
jsou na´zorneˇ prˇedvedeny v praxi. Prˇesneˇ o to jde v te´to pra´ci — demonstrovat teorii konecˇ-
ny´ch automat˚u prakticky.
Praktickou cˇa´st´ı bakala´rˇske´ pra´ce bylo vytvorˇit program, ktery´ demonstruje teorii ko-
necˇny´ch automat˚u, zat´ımco tato technicka´ zpra´va se pokousˇ´ı tento program popsat. Postup
vysveˇtlova´n´ı v te´to zpra´veˇ bude takovy´, zˇe ve veˇtsˇineˇ kapitol bude nejdrˇ´ıve dana´ cˇa´st po-
psa´na teoreticky, pak se k n´ı prˇida´ popis jej´ı implementace.
Je nutno poznamenat, zˇe pokud v te´to pra´ci mluv´ıme o konecˇny´ch automatech, jedna´
se o konecˇne´ automaty ve vztahu k forma´ln´ım jazyk˚um jako model pro regula´rn´ı jazyky.
Teorii k teˇmto konecˇny´m automat˚um a to, jak byly implementova´ny v aplikaci, se veˇnuje
kapitola 1.
Jednou z nejteˇzˇsˇ´ıch teoreticky´ch pasa´zˇ´ı konecˇny´ch automat˚u jsou prˇevody konecˇny´ch
automat˚u na specia´ln´ı typy. Specia´ln´ımi typy rozumı´me naprˇ. konecˇny´ automat bez -
prˇechod˚u nebo deterministicky´ konecˇny´ automat, atd. Existuje neˇkolik variant automat˚u
a pro kazˇdou variantu existuje specia´ln´ı algoritmus. Tyto algoritmy a jejich implementace
popisuje kapitola 2.
Kapitola 3 popisuje funkci programu, v n´ızˇ je mozˇne´ vyzkousˇet cˇinnost konecˇne´ho auto-
matu. Pro zadany´ vstupn´ı rˇeteˇzec jsou hleda´na a aplikova´na pravidla a vy´sledkem je, zda-li
konecˇny´ automat prˇij´ıma´ nebo neprˇij´ıma´ tento rˇeteˇzec.
Exportu konecˇne´ho automatu, nebo-li vyja´drˇen´ı konecˇne´ho automatu jinou formou, se
veˇnuje kapitola 4. Jinou formou se v tomto prˇ´ıpadeˇ mysl´ı jednak zdrojovy´ ko´d v jazyce C,
ktery´ po prˇekladu a spusˇteˇn´ı pracuje prˇesneˇ jako vytvorˇeny´ konecˇny´ automat, jednak ob-
ra´zek s dany´m konecˇny´m automatem.
V kapitole 5 jsou popsa´ny dalˇs´ı d˚ulezˇite´ funkce aplikace, jako jsou automaticke´ rozmı´s-
teˇn´ı stav˚u, forma´t XML souboru pro ukla´da´n´ı konecˇny´ch automat˚u, podpora v´ıce jazyk˚u,
atd.
Celkove´ shrnut´ı pra´ce je k dispozici v prˇedposledn´ı kapitole 6, kde jsou diskutova´ny
vy´hody a nevy´hody projektu a jeho dalˇs´ı mozˇna´ rozsˇ´ıˇren´ı.
Prakticka´ cˇa´st bakala´rˇske´ pra´ce je psa´na v jazyce C++ spolu s knihovnou wxWidgets [8].
Deklarace, definice a u´seky ko´du, ktere´ se objev´ı v te´to pra´ci, budou proto syntax´ı odpov´ıdat
pra´veˇ tomuto jazyku, v ostatn´ıch prˇ´ıpadech se mu˚zˇe take´ jednat o pseudoko´d.
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Kapitola 1
Konecˇny´ automat
V te´to kapitole jsou popsa´ny forma´ln´ı definice ty´kaj´ıc´ı se konecˇny´ch automat˚u. Take´ jsou
zde uvedeny dveˇ reprezentace konecˇny´ch automat˚u v aplikaci — matematicka´ a graficka´.
Dva modely jednoho prvku se mohou zda´t zbytecˇne´, ale uvid´ıme, zˇe to ma´ sv˚uj d˚uvod a zˇe
tyto dva modely nejsou zase tak moc odliˇsne´.
1.1 Teorie konecˇny´ch automat˚u
Mluv´ıme-li o konecˇny´ch automatech, pak ma´me na mysli konecˇne´ automaty jako modely
pro regula´rn´ı jazyky. Nezˇ si jej nadefinujeme, potrˇebujeme zna´t pojem abeceda.
Definice 1.1. Abeceda je konecˇna´, nepra´zdna´ mnozˇina element˚u, ktere´ nazy´va´me symboly.
Nyn´ı jizˇ mu˚zˇeme prˇikrocˇit k pojmu konecˇny´ automat.
Definice 1.2. Konecˇny´ automat je peˇtice:
M = (Q,Σ, R, s, F ), kde
• Q je konecˇna´ mnozˇina stav˚u,
• Σ je vstupn´ı abeceda,
• R je konecˇna´ mnozˇina pravidel tvaru:
pa→ q1,
kde p, q ∈ Q, a ∈ Σ ∪ {2},
• s ∈ Q je pocˇa´tecˇn´ı stav,
• F ⊆ Q je mnozˇina koncovy´ch stav˚u.
Na obra´zku 1.1 je zobrazeno graficke´ zna´zorneˇn´ı konecˇne´ho automatu. Tomuto automatu
by podle definice 1.2 odpov´ıdal na´sleduj´ıc´ı popis (uva´d´ım jen obsah jednotlivy´ch prvk˚u
konecˇne´ho automatu):
1pa→ q znamena´, zˇe prˇi prˇecˇten´ı a M udeˇla´ prˇechod z p do q.
2 znacˇ´ı tzv. pra´zdny´ rˇeteˇzec = neobsahuje zˇa´dny´ symbol.
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Obra´zek 1.1: Graficka´ reprezentace konecˇne´ho automatu
0 1 
S0 {S1}
S1 {S2} {S0}
S2 {S1}
Tabulka 1.1: Tabulkova´ reprezentace konecˇne´ho automatu
• Q = {S0, S1, S2},Σ = {0, 1}, R = {S00 → S1, S10 → S2, S21 → S1, S11 → S0}, s =
S0, F = {S2}.
Stavy se tedy zna´zornˇuj´ı jako kolecˇka s na´zvem stavu uvnitrˇ, pocˇa´tecˇn´ı stav je oznacˇen
sˇipkou (ta jedina´ sˇipka, ktera´ nen´ı umı´steˇna mezi dva stavy), koncove´ stavy maj´ı kolecˇko
nakreslene´ dvojitou cˇarou. Pravidla jsou zna´zorneˇna jako krˇivky mezi dveˇma stavy, symbol
pravidla je umı´steˇn na te´to krˇivce.
Konecˇne´ automaty mohou by´t reprezentova´ny i jiny´m zp˚usobem. Tabulka 1.1 popisuje
odpov´ıdaj´ıc´ı konecˇny´ automat z obra´zku 1.1. Ve sloupc´ıch jsou prvky z Σ ∪ {}, v rˇa´dc´ıch
stavy z Q. Na prvn´ım rˇa´dku je pocˇa´tecˇn´ı stav. Koncove´ stavy automatu jsou podtrzˇeny.
Plat´ı, zˇe pr˚usecˇ´ık stavu p a symbolu a obsahuje mnozˇinu stav˚u q ∈ Q, pro ktere´ plat´ı
pa→ q ∈ R.
Dalˇs´ı informace o konecˇny´ch automatech lze naj´ıt v knize A. Meduny [7], odkud byly
prˇevzaty i tyto definice. Cˇerpa´no bylo take´ z prˇedna´sˇek kurzu Forma´ln´ı jazyky a prˇekladacˇe
na FIT VUT v Brneˇ [5].
1.2 Modely konecˇne´ho automatu
Ted’ si prˇedstavte situaci, zˇe chcete informace o konecˇne´m automatu uchova´vat v programu.
Pokud bychom chteˇli co nejveˇrneˇjˇs´ı podobu podle definice 1.2, pak bychom deklarovali
datovy´ typ pro mnozˇinu symbol˚u, tedy abecedu, datovy´ typ pro mnozˇinu stav˚u a datovy´
typ pro mnozˇinu pravidel (definici symbol˚u, stav˚u a pravidel samotny´ch zat´ım nebudeme
bra´t v u´vahu). Prˇesneˇ tomuto na´vrhu tedy odpov´ıda´ matematicky´ model v na´sleduj´ıc´ı cˇa´sti
pra´ce.
Nicme´neˇ program ma´ by´t na´zorny´ a dobrˇe pouzˇitelny´ k prakticky´m uka´zka´m. Co se
na´zornosti ty´cˇe, tak podle me´ho si kazˇdy´ udeˇlal nejveˇtsˇ´ı prˇedstavu o tom, jake´ slozˇen´ı ma´
konecˇny´ automat (t´ım mysl´ım, jak jsou spolu stavy propojeny a jaka´ pravidla smeˇrˇuj´ı z ja-
ke´ho stavu a s jaky´m symbolem do jake´ho stavu) z graficke´ reprezentace, tedy z obra´zku 1.1.
Zde je nejv´ıce viditelne´, jak asi bude tento dany´ automat fungovat. Graficky´ model konecˇ-
ne´ho automatu tedy nese mimo informac´ı o abecedeˇ, stavech a pravidlech nav´ıc informace,
ktere´ jsou potrˇeba pro tuto reprezentaci.
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Oba vy´sˇe uvedene´ modely jsou mezi sebou jednousˇe prˇeveditelne´. Prˇeva´d´ıme-li vsˇak
matematicky´ model na graficky´, nema´me k dispozici zˇa´dne´ informace o rozmı´steˇn´ı stav˚u,
prˇ´ıp. pravidel. Tento proble´m je da´le popsa´n v kapitole 5.3.
Pro oba modely je spolecˇny´ typ pro abecedu, ktery´ je definova´n jako mnozˇina znak˚u
(sˇablonova´ trˇ´ıda pro mnozˇinu — set z knihovny STL jazyka C++).
1.2.1 Matematicky´ model
Matematicky´ model je tedy veˇrnou kopii forma´lneˇ definovane´ho konecˇne´ho automatu (s vy´-
jimkou mnozˇiny koncovy´ch stav˚u, v´ıce v na´sleduj´ıc´ı cˇa´sti).
Stavy
Trˇ´ıda pro stav nese v matematicke´m modelu dveˇ informace. Prvn´ı je na´zev stavu. Na
obra´zku 1.1 je na´zvem stavu naprˇ´ıklad rˇeteˇzec S0 (indexy bohuzˇel neprˇipadaj´ı v u´vahu,
proto je na´zev zapsa´n takto). Druhou polozˇkou, kterou trˇ´ıda pro stav nese, je informace
o tom, zda-li je stav koncovy´. Koncove´ stavy tedy nejsou ukla´da´ny jako mnozˇina stav˚u
konecˇne´ho automatu, ktera´ je podmnozˇinou mnozˇiny stav˚u, ale kazˇdy´ stav nese informaci
o sve´ koncovosti v sobeˇ.
Pravidla
Pravidla jsou modelova´na opeˇt tak, aby odpov´ıdala definici konecˇne´ho automatu (defi-
nice 1.2). Skla´daj´ı se ze dvou stav˚u, kde jeden je zdrojovy´ (na leve´ straneˇ pravidla) a druhy´
c´ılovy´ (na prave´ straneˇ pravidla) a ze symbolu.
Konecˇny´ automat
Trˇ´ıda konecˇne´ho automatu podle definice 1.2 obsahuje:
• mnozˇinu stav˚u — deklarova´na jako mnozˇina objekt˚u typu stav (trˇ´ıda set),
• vstupn´ı abecedu — jej´ı definice byla uvedena drˇ´ıve,
• mnozˇinu pravidel — deklarova´na jako mnozˇina pravidel objekt˚u typu pravidlo (trˇ´ıda
set),
• pocˇa´tecˇn´ı stav — rˇeteˇzec s na´zvem pocˇa´tecˇn´ıho stavu,
• a mnozˇina koncovy´ch stav˚u — ta nen´ı soucˇa´st´ı automatu, jak jizˇ bylo rˇecˇeno drˇ´ıve, ale
tato informace je prˇ´ımo soucˇa´st´ı stav˚u.
Mnozˇina stav˚u a pravidel obsahuje pouze jedinecˇne´ prvky. U stav˚u se jedinecˇnost rozli-
sˇuje na za´kladeˇ na´zv˚u stav˚u. Porovna´n´ı dvou stav˚u se nezjiˇst’uje z jejich prˇesne´ rˇeteˇzcove´
podoby, ale na´zvy jsou nejdrˇ´ıv vhodneˇ upraveny a azˇ pote´ porovna´ny. V prvn´ı rˇadeˇ je d˚ule-
zˇite´ rˇ´ıct, zˇe na´zev stavu smı´ by´t tvorˇen pouze alfanumericky´mi znaky (nesmı´ zacˇ´ınat cˇ´ıslic´ı,
znaky pouze z ASCII), podtrzˇ´ıtkem a znaky {}, (slovy: otev´ırac´ı a uzav´ırac´ı slozˇena´ za´vorka
a cˇa´rka). Tyto znaky se do na´zv˚u stav˚u totizˇ vloud´ı prˇi prˇevodech konecˇny´ch automat˚u,
kdy jeden stav zastupuje mnozˇinu stav˚u. Prˇi porovna´n´ı se v na´zvu stavu znaky {}, nahrad´ı
znakem podtrzˇ´ıtka a male´ znaky jsou prˇevedeny na velke´.
Prˇ´ıklad 1.1. A == {a} A b == a,B a != {a}
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Du˚vodem, procˇ jsou na´zvy stav˚u takto osˇetrˇeny, je omezen´ı na´zv˚u identifika´tor˚u v ja-
zyce C++. V kapitole 4.1.1 budou d˚uvody vysveˇtleny prˇesneˇji.
Jedinecˇnost pravidel je zajiˇsteˇna porovna´n´ım jednotlivy´ch prvk˚u, ktery´mi je pravidlo
urcˇeno. Jedna´ se o zdrojovy´ stav, cˇteny´ symbol a c´ılovy´ stav. Na´zvy obou stav˚u jsou prˇi
porovna´va´n´ı upraveny, jak je popsa´no v prˇedchoz´ıch odstavc´ıch.
Prˇ´ıklad 1.2. pa→ q1 == pb→ q2 se porovna´ jako P == P and Q1 == Q2 and a == b.
1.2.2 Graficky´ model
Jak uzˇ bylo rˇecˇeno v u´vodu te´to podkapitoly, graficky´ model nese oproti matematicke´mu
modelu nav´ıc informace d˚ulezˇite´ pro vykreslova´n´ı. Mezi teˇmito dveˇma modely je vsˇak jista´
spojitost.
Stavy
Trˇ´ıda pro stav nese informace nejen o na´zvu a prˇ´ıznaku, zda-li je dany´ stav koncovy´, ale
take´ informace o svy´ch sourˇadnic´ıch a rozmeˇrech a graficky´ch prvc´ıch jako barva p´ısma
a pozad´ı.
Pravidla
Trˇ´ıda pro pravidla je v prˇ´ıpadeˇ graficke´ho modelu komplikovaneˇjˇs´ı. Deklarova´na je jedna
trˇ´ıda pro pravidla, ktera´ urcˇuje rozhran´ı, ktere´ budou vsˇechny odvozene´ trˇ´ıdy implemento-
vat. Toto rozhran´ı prˇeb´ıraj´ı trˇi trˇ´ıdy pro trˇi typy pravidel.
1. Prvn´ım typem pravidel je norma´ln´ı pravidlo. Jedna´ se o trˇ´ıdu, ktera´ obdrzˇ´ı informace
o tom, z jake´ho stavu smeˇrˇuje do jake´ho stavu a s jaky´m symbolem. Na za´kladeˇ sou-
rˇadnic stav˚u vytvorˇ´ı krˇivku. Mohou by´t specifikova´ny dalˇs´ı body, podle nichzˇ bude
krˇivka tvarova´na. Nav´ıc se na konci krˇivky u c´ılove´ho stavu vytvorˇ´ı sˇipka, ktera´ na-
znacˇuje smeˇr pravidla. Symbol pravidla se je vytiˇsteˇn do strˇedu krˇivky teˇsneˇ nad
ni.
2. Druhou trˇ´ıdou pro pravidlo je za´stupne´ pravidlo. To se navenek chova´ stejneˇ jako
prˇedchoz´ı uvedena´ trˇ´ıda, je mezi nimi vsˇak velky´ rozd´ıl. Te´to trˇ´ıdeˇ jsou take´ prˇe-
da´ny trˇi kl´ıcˇove´ informace (zdrojovy´ a c´ılovy´ stav a symbol). Cˇtvrtou informac´ı je
objekt trˇ´ıdy norma´ln´ıho pravidla, na ktere´m bude parazitovat. Takto vytvorˇeny´ ob-
jekt se ”nalep´ı“ na objekt, ktery´ mu byl prˇeda´n a vsˇechny sve´ operace prˇepos´ıla´ jemu.
Soucˇasneˇ take´ sv˚uj symbol prˇida´ k symbolu norma´ln´ıho pravidla, aby byl zobrazova´n.
T´ım je zajiˇsteˇn mensˇ´ı pocˇet na´rocˇny´ch operac´ı jako vykreslova´n´ı, prˇesouva´n´ı, prˇi-
blizˇova´n´ı/oddalova´n´ı, zjiˇst’ova´n´ı, jestli se nad pravidlem nenacha´z´ı kurzor mysˇi, atd.
Kazˇde´ pravidlo je samostatny´m objektem, jak je to definova´no v konecˇny´ch auto-
matech, i kdyzˇ pro vsˇechna pravidla pa → q,∀a ∈ Σ je vykreslova´na pouze jedna
krˇivka.
3. Posledn´ı trˇ´ıdou uzˇ nen´ı ani tak trˇ´ıda pro pravidlo, ale s pravidlem ma´ spolecˇne´ to, zˇe
se jedna´ o krˇivku vedouc´ı do stavu s sˇipkou na konci. Jedna´ se o oznacˇen´ı pocˇa´tecˇn´ıho
stavu. I kdyzˇ by se zda´lo zbytecˇne´, aby tyto trˇ´ıdy meˇly cokoli spolecˇne´, opak je
pravdou. V me´m prˇ´ıpadeˇ se vlastneˇ jedna´ o pravidlo, ktere´ nema´ zdrojovy´ stav (mı´sto
toho je specifikova´n pouze jeden bod) a nema´ zˇa´dny´ cˇteny´ symbol. Jakmile se na toto
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specia´ln´ı pravidlo pod´ıva´me z tohoto u´hlu, pak ma´me vsˇechny operace vyjmenovane´
v prˇedchoz´ım odstavci (vykreslova´n´ı, prˇesouva´n´ı, . . . ) ujednoceny na vsˇechny krˇivky
v konecˇne´m automatu.
Pro modelova´n´ı krˇivek jsou pouzˇity NURBS3, o ktery´ch se mu˚zˇete dozveˇdeˇt naprˇ. v knize
J. Zˇa´ry [10]. V me´ pra´ci jsem vsˇak vyuzˇil jizˇ naimplementovane´ NURBS krˇivky z kurzu
Za´klady pocˇ´ıtacˇove´ grafiky [6] na FIT VUT v Brneˇ.
Konecˇny´ automat
Konecˇny´ automat obsahuje mimo informace o stavech a pravidlech take´ detaily pro graficke´
zna´zorneˇn´ı.
Ale i stavy a pravidla jsou ukla´da´ny jinak nezˇ u matematicke´ho modelu. Nejedna´ se
jizˇ o mnozˇiny, ale mapy (hashovac´ı tabulky - sˇablonova´ trˇ´ıda map z knihovny STL ja-
zyka C++).
Mapa ma´ jako index objekt matematicke´ho modelu a jako hodnotu objekt graficke´ho
modelu. Pra´veˇ zde se vytva´rˇ´ı spojitost teˇchto dvou model˚u. Du˚vodem, procˇ jsou zvoleny
mapy namı´sto mnozˇin, je jednodusˇsˇ´ı prˇ´ıstup k prvk˚um prˇ´ımo pomoc´ı indexu. Jedinecˇnost
prvk˚u je prˇitom sta´le zachova´na, protozˇe na jednom indexu smı´ by´t pouze jedna hodnota.
Tomuto prˇ´ıstupu prˇedcha´zel jesˇteˇ jiny´ zp˚usob ukla´da´n´ı. Nejdrˇ´ıve byly stavy a pravidla
ukla´da´na do dynamicke´ho pole (vector z STL). Operace, ktere´ trˇ´ıda konecˇne´ho automatu
poskytovala, byly prova´deˇny na za´kladeˇ identifika´toru (naprˇ. u operace pro prˇesun stavu
byla vola´na metoda konecˇne´ho automatu, ktere´ byl prˇeda´n identifika´tor stavu). Tento iden-
tifika´tor obdrzˇel kazˇdy´ stav a pravidlo prˇi vytvorˇen´ı. Identifika´tor nav´ıc slouzˇil jako index
do dynamicke´ho pole, aby byl urychlen prˇ´ıstup k prvk˚um. Pokud byl smaza´n stav neˇkde
uprostrˇed pole, pak se cˇa´st pole posunula, aby nevznikala volna´ mı´sta, cˇ´ımzˇ se identifika´tory
zmeˇnily.
Proble´m vznikl s prˇ´ıchodem trˇ´ıd pro prˇ´ıkazy konecˇne´ho automatu, ktery´ je implemen-
tova´n z d˚uvodu podpory akc´ı, ktere´ lze prove´st a odvolat zpeˇt (tzv. Zpeˇt a Znovu, Undo
a Redo) — v´ıce k teˇmto operac´ım v kapitole 5.4. Pokud by byly za beˇhu aplikace prove-
deny dva prˇ´ıkazy, naprˇ. prˇesun stavu a na´sledne´ smaza´n´ı stavu, pak obeˇ operace pracovaly
s identifika´torem stavu. Pr˚ubeˇh teˇchto operac´ı vypada´ na´sledovneˇ:
1. Stav s identifika´torem x prˇesunut.
2. Stav s identifika´torem x smaza´n.
Nyn´ı si prˇedstavte, zˇe chcete tyto operace vz´ıt zpeˇt, resp. prove´st Undo. Toho je doc´ıleno
tak, zˇe jsou k teˇmto operac´ım zavola´ny inverzn´ı operace, tedy k odstraneˇn´ı je zavola´no
prˇida´n´ı a k prˇesunu je zavola´n prˇesun s negovany´mi sourˇadnicemi.
1. Prˇida´n stav s identifika´torem y (ktery´ obdrzˇ´ı noveˇ prˇi vytvorˇen´ı)
2. Stav s identifika´torem x prˇesunut.
Prˇ´ıkaz prˇesunu nema´ zˇa´dne´ poneˇt´ı, zˇe identifika´tor stavu, nad n´ımzˇ byl proveden prˇesun,
uzˇ nema´ tento identifika´tor, ale byl mu vygenerova´n novy´. Operace prˇesunu bude vykona´na
nad nespra´vny´m stavem.
3Nonuniform rational B-spline
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Tento prˇ´ıpad by se jesˇteˇ mohl zda´t rˇesˇitelny´, horsˇ´ı je ale prˇ´ıpad, kdy by byla operace
prova´deˇna nad skupinou stav˚u. Naprˇ. prˇ´ıkazu pro maza´n´ı stav˚u by byly prˇeda´ny trˇi identi-
fika´tory trˇech stav˚u. Smazal by se prvn´ı, mezit´ım by se vsˇak mohly identifika´tory zbyly´ch
dvou zmeˇnit a smaza´ny by byly u´plneˇ jine´ stavy, prˇ´ıp. by se prˇistupovalo za meze pole.
Tento prˇ´ıstup tedy neprˇipadal v u´vahu, a proto byly jako indexy zvoleny objekty trˇ´ıdy
matematicke´ho modelu. V podstateˇ se jedna´ o indexova´n´ı na za´kladeˇ rˇeteˇzce, na neˇjzˇ jsou
stavy a pravidla matematicke´ho modelu prˇeva´deˇny (zp˚usobem uvedeny´m v 1.2.1). Pokud
bude za teˇchto okolnost´ı proveden stejny´ sled operac´ı jako v prˇedchoz´ım prˇ´ıkladu, budou
vsˇechny operace pracovat s objektem matematicke´ho modelu, jehozˇ rˇeteˇzcova´ reprezentace
bude stejna´, at’ uzˇ je vytvorˇen cˇi smaza´n, kolikra´t chce.
Konecˇny´ automat ma´ tedy jednotlive´ elementy z definice 1.2 vytvorˇeny na´sledovneˇ:
• mnozˇina stav˚u — deklarova´na jako mapa s indexac´ı pomoc´ı stav˚u matematicke´ho mo-
delu a s hodnotami ukazatel na stav,
• vstupn´ı abeceda — jej´ı definice byla uvedena drˇ´ıve,
• mnozˇina pravidel — deklarova´na jako mapa s indexac´ı pomoc´ı pravidel matematicke´ho
modelu a s hodnotou ukazatel na ba´zovou trˇ´ıdu pro pravidlo,
• pocˇa´tecˇn´ı stav — objekt pro oznacˇen´ı pocˇa´tecˇn´ıho stavu (trˇet´ı typ trˇ´ıd pro pravidla),
• a mnozˇina koncovy´ch stav˚u — opeˇt nen´ı soucˇa´st´ı automatu, ale tato informace je prˇ´ımo
soucˇa´st´ı stav˚u.
Du˚vod, procˇ jsou u stav˚u a pravidel hodnotou mapy ukazatele, je vyuzˇit´ı polymorfi-
zmu. U pravidel existuj´ı totizˇ trˇi typy trˇ´ıd, podle nichzˇ se objekty vyra´b´ı. U stav˚u je to
pouze z d˚uvodu jednotnosti (kdyzˇ uzˇ jsou pravidla ukla´da´na jako ukazatele, pak tak budou
ukla´da´ny i stavy).
Obra´zek 1.2: Aplikac´ı vytvorˇeny´ konecˇny´ automat
Na obra´zku 1.2 je zobrazen konecˇny´ automat, ktery´ byl vytvorˇen pomoc´ı aplikace. Sami
by jste ted’ jisteˇ doka´zali vytvorˇit forma´ln´ı popis konecˇne´ho automatu, proto jej nebudu
uva´deˇt.
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Kapitola 2
Prˇevody konecˇny´ch automat˚u
Tato kapitola se veˇnuje prˇevod˚um konecˇny´ch automat˚u na jejich specia´ln´ı typy. Specia´ln´ı
konecˇne´ automaty maj´ı obecneˇ lepsˇ´ı vlastnosti a by´vaj´ı v praxi pouzˇitelneˇjˇs´ı. Konecˇny´
automat na obra´zku 1.2 ma´ hned neˇkolik vlastnost´ı, ktere´ jsou v praxi jen teˇzˇko pouzˇitelne´
(naprˇ. -prˇechody, nedeterminismus, atd.). Vsˇechny vlastnosti a toho, jak jich dosa´hnout,
budou popsa´ny v na´sleduj´ıc´ıch podkapitola´ch.
Aplikace doka´zˇe prˇeva´deˇt vytvorˇene´ konecˇne´ automaty na na´sleduj´ıc´ı specia´ln´ı typy:
• Konecˇny´ automat bez -prˇechod˚u
• Deterministicky´ konecˇny´ automat
• Konecˇny´ automat bez neukoncˇuj´ıc´ıch stav˚u
• Dobrˇe specifikovany´ konecˇny´ automat
• Minima´ln´ı konecˇny´ automat
Nezˇ se pust´ıme do popisu jednotlivy´ch specia´ln´ıch typ˚u konecˇny´ch automat˚u a toho,
jak jich dosa´hnout, je potrˇeba si trochu rozsˇ´ıˇrit teorii kolem konecˇny´ch automat˚u.
Teorie a algoritmy zde uvedene´ byly opeˇt prˇevzaty z knihy A. Meduny [7] a z prˇedna´sˇek
kurzu Forma´ln´ı jazyky a prˇekladacˇe [5].
2.1 Teorie
Potrˇebujeme zna´t pojem ekvivalentn´ı modely. Vy´stupem vsˇech da´le zmı´neˇny´ch prˇevod˚u
(a jejich algoritmu˚) je totizˇ vzˇdy model, ktery´ je ekvivalentn´ı se svy´m vstupem. Nejprve si
proto mus´ıme zave´st nove´ za´kladn´ı pojmy rˇeteˇzec a jazyk.
Definice 2.1. Necht’ Σ je abeceda.
1.  je rˇeteˇzec nad abecedou Σ
2. pokud x je rˇeteˇzec nad Σ a a ∈ Σ, potom xa je rˇeteˇzec nad abecedou Σ.
Definice 2.2. Necht’ Σ∗ znacˇ´ı mnozˇinu vsˇech rˇeteˇzc˚u nad Σ. Kazˇda´ podmnozˇina L ⊆ Σ∗
je jazyk nad Σ.
Nyn´ı si rozsˇ´ıˇr´ıme teoreticke´ znalosti konecˇny´ch automat˚u. Nejprve si nadefinujeme kon-
figuraci, v n´ızˇ vyuzˇijeme definic 2.1 a 2.2. Pote´ mu˚zˇeme prˇej´ıt k definici prˇechodu (na ktery´
jizˇ bylo pouka´za´no v sekci Teorie konecˇny´ch automat˚u, viz. 1.1) a sekvenci prˇechod˚u.
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Definice 2.3. Necht’ M = (Q,Σ, R, s, F ) je konecˇny´ automat. Konfigurace konecˇne´ho
automatu M je rˇeteˇzec χ ∈ QΣ∗.
Definice 2.4. Necht’ pax a qx jsou dveˇ konfigurace konecˇne´ho automatu M , kde p, q ∈
Q, a ∈ Σ ∪ {1} a x ∈ Σ∗. Necht’ r = pa → q ∈ R je pravidlo. Potom M mu˚zˇe prove´st
prˇechod z pax do qx za pouzˇit´ı r, zapsa´no pax ` qx[r] nebo zjednodusˇeneˇ pax ` qx.
Definice 2.5. Necht’ χ je konfigurace. M provede nula prˇechod˚u z χ do χ; zapisujeme:
χ `0 χ[] nebo zjednodusˇeneˇ χ `0 χ.
Definice 2.6. Necht’ χ0, χ1, . . . , χn je sekvence prˇechod˚u konfigurac´ı pro n ≥ 1 a χi−1 `
χi[ri] pro vsˇechna i = 1, . . . , n, cozˇ znamena´:
χ0 ` χ1[r1] ` χ2[r2] · · · ` χn[rn]
Pak M provede n prˇechod˚u z χ0 do χn; zapisujeme:
χ `n χ[r1 . . . rn] nebo zjednodusˇeneˇ χ `n χ.
Pokud χ0 `n χn[ρ] pro neˇjake´ n ≥ 1, pak
χ0 `+ χn[ρ].
Pokud χ0 `n χn[ρ] pro neˇjake´ n ≥ 0, pak
χ0 `∗ χn[ρ].
Ted’ jizˇ ma´me dostatecˇne´ teoreticke´ znalosti, abychom mohli nadefinovat pojmy prˇij´ı-
many´ jazyk a ekvivalentn´ı modely.
Definice 2.7. Necht’ M = (Q,Σ, R, s, F ) je konecˇny´ automat. Jazyk prˇij´ımany´ konecˇny´m
automatem M , L(M), je definova´n:
L(M) = {w : w ∈ Σ∗, sw `∗ f, f ∈ F}.
Definice 2.8. Dva modely pro popis forma´ln´ıch jazyk˚u (naprˇ. konecˇne´ automaty) jsou
ekvivalentn´ı, pokud specifikuj´ı tenty´zˇ jazyk.
2.2 Specia´ln´ı typy
V na´sleduj´ıc´ıch odstavc´ıch budou popsa´ny jednotlive´ specia´ln´ı typy konecˇny´ch automat˚u.
Kazˇdy´ typ bude forma´lneˇ popsa´n, pote´ bude pospa´n algoritmus, jak prˇeve´st libovolny´ ko-
necˇny´ automat (splnˇuj´ıc´ı urcˇite´ podmı´nky) na tento typ a nakonec budou uvedeny po-
zna´mky k implementaci dane´ho algoritmu.
1pokud a = , nen´ı ze vstupn´ı pa´sky prˇecˇten symbol
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Obecneˇ k implementac´ım
K implementac´ım mohu jizˇ ted’ rˇ´ıct, zˇe kazˇdy´ algoritmus je zapouzdrˇen do samostatne´ trˇ´ıdy.
Tato trˇ´ıda prˇej´ıma´ rozhran´ı abstraktn´ı trˇ´ıdy, ktera´ obsahuje na´sleduj´ıc´ı virtua´ln´ı metody:
• Proveden´ı jednoho kroku prˇevodu.
• Test na konec prˇevodu.
• Rˇeteˇzcove´ vyja´drˇen´ı stavu prˇevodu.
Kazˇda´ odvozena´ trˇ´ıda nadefinuje chova´n´ı teˇchto trˇ´ı metod.
Abstraktn´ı trˇ´ıda obsahuje jesˇteˇ jednu metodu, kterou je proveden´ı cele´ho prˇevodu. Po-
zorne´ho cˇtena´rˇe jizˇ mozˇna´ napadlo, zˇe se bude jednat o cyklus (typu while), ktery´ v pod-
mı´nce testuje konec prˇevodu a v teˇle vola´ metodu pro proveden´ı jednoho kroku prˇevodu.
Jesˇteˇ pozorneˇjˇs´ıho cˇtena´rˇe take´ mozˇna´ napadlo, zˇe tento mechanismus, kdy abstraktn´ı trˇ´ıda
definuje porˇad´ı krok˚u algoritmu, ale jednotlive´ kroky ponecha´ dodefinovat azˇ sve´ potomky,
se podoba´ na´vrhove´mu vzoru Sˇablonova´ metoda [1, Template Method ].
Rˇeteˇzcove´ vyja´drˇen´ı umozˇnˇuje nahle´dnout na aktua´ln´ı stav prˇevodu. Dı´ky tomu mu˚zˇeme
prova´deˇt kroky prˇevodu a pr˚ubeˇzˇneˇ si nechat vypisovat, co bylo provedeno. Aplikace toho
vyuzˇ´ıva´ a tyto informace vypisuje, cˇ´ımzˇ se snazˇ´ı prˇisp´ıvat k lepsˇ´ımu pochopen´ı konverz´ı
konecˇny´ch automat˚u.
Teoreticky by bylo mozˇne´, aby byl pr˚ubeˇzˇneˇ zobrazova´n i vy´stupn´ı konecˇny´ automat
ve sve´ graficke´ reprezentaci. Takto to zat´ım implementova´no nebylo, nicme´neˇ je to jedna
z veˇc´ı, o ktere´ by mohla by´t rozsˇ´ıˇrena dalˇs´ı verze tohoto programu.
Jesˇteˇ je nutno podotknout, zˇe trˇ´ıdy pracuj´ı s matematicky´m modelem konecˇne´ho auto-
matu, viz. 1.2.1.
2.2.1 Konecˇny´ automat bez -prˇechod˚u
Jak uzˇ bylo rˇecˇeno v u´vodu te´to kapitoly, -prˇechody jsou v praxi nezˇa´douc´ı. Jsou nezˇa´douc´ı
z tohoto d˚uvodu, zˇe simulace konecˇne´ho automatu s -prˇechody mu˚zˇe dospeˇt naprˇ. ke
konfiguraci, kdy bude mı´t na vy´beˇr mezi mozˇnost´ı prˇecˇ´ıst symbol ze vstupn´ı pa´sky a prˇej´ıt
do stavu p nebo necˇ´ıst symbol ze vstupn´ı pa´sky a prˇej´ıt do stavu q. Ota´zka zn´ı: Kterou
mozˇnost vybrat? Pra´veˇ situace, kdy ma´ algoritmus na vy´beˇr ze dvou (a v´ıce) mozˇnost´ı,
jsou nezˇa´douc´ı. Vzˇdy mus´ı by´t na vy´beˇr maxima´lneˇ jedna mozˇnost. Tento proble´m je u´zce
spojen s proble´mem nedeterminismu, ktery´ je popsa´n v sekci 2.2.2.
Konecˇny´ automat bez -prˇechod˚u je definova´n na´sledovneˇ:
Definice 2.9. Necht’ M = (Q,Σ, R, s, F ) je konecˇny´ automat. M je konecˇny´ automat bez
-prˇechod˚u, pokud pro kazˇde´ pravidlo pa→ q ∈ R, kde p, q ∈ Q, plat´ı: a ∈ Σ (a 6= ).
Algoritmus
Pro odstraneˇn´ı -prˇechod˚u potrˇebujeme umeˇt vypocˇ´ıtat tzv. -uza´veˇr pro kazˇdy´ stav. Ne-
forma´lneˇ mu˚zˇeme rˇ´ıct, zˇe -uza´veˇr stavu urcˇuje vsˇechny stavy, do ktery´ch mu˚zˇeme prˇej´ıt
bez prˇecˇten´ı vstupn´ıho symbolu. Forma´ln´ı definice vypada´ takto:
Definice 2.10. Pro kazˇdy´ stav p ∈ Q je definova´n -uza´veˇr(p):
-uza´veˇr(p)= {q : q ∈ Q, p `∗ q}
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Prˇi samotne´m prˇevodu jsou nejprve do vy´stupn´ıho konecˇne´ho automatu zkop´ırova´ny
mnozˇina stav˚u Q a vstupn´ı abecedu Σ. Stejneˇ tak z˚usta´va´ stejny´ pocˇa´tecˇn´ı stav s. Da´l se
vsˇe rˇ´ıd´ı algoritmem 2.1.
Algoritmus 2.1: Odstraneˇn´ı -pravidel konecˇne´ho automatu
Vstup: M = (Q,Σ, R, s, F )
Vy´stup: M ′ = (Q,Σ, R′, s, F ′) bez -prˇechod˚u
R′ = ∅;
foreach p ∈ Q do
R′ = R′ ∪ {pa→ q : p′a→ q ∈ R, a ∈ Σ, p′ ∈ -uza´veˇr(p), q ∈ Q};
end
F ′ = {p : p ∈ Q, -uza´veˇr(p) ∩ F 6= ∅};
Implementace
Trˇ´ıda, ktera´ implementuje prˇevod, je v podstateˇ kopi´ı uvedene´ho algoritmu. V konstruk-
toru trˇ´ıdy probeˇhne inicializace. Ze vstupn´ıho konecˇne´ho automatu je zkop´ırova´na vstupn´ı
abeceda a na´zev pocˇa´tecˇn´ıho stavu (mu˚zˇe by´t ulozˇen jizˇ ted’, protozˇe beˇhem na´sleduj´ıc´ıch
operac´ı se vsˇechny stavy okop´ıruj´ı do vy´sledne´ho konecˇne´ho automatu). Vy´stupn´ı konecˇny´
automat ma´ zat´ım pra´zdnou mnozˇinu stav˚u a pravidel.
Pro indikaci konce prˇevodu je vyhrazena cˇlenska´ promeˇnna´ ukazuj´ıc´ı na aktua´lneˇ zpra-
cova´vany´ stav z mnozˇiny stav˚u vstupn´ıho konecˇne´ho automatu. Prˇevod je skoncˇen, jakmile
dosa´hne konce te´to mnozˇiny.
Jeden krok prˇevodu odpov´ıda´ jedne´ iteraci cyklu, tedy zpracova´n´ı jednoho stavu podle
vy´sˇe uvedene´ho algoritmu. Beˇhem kroku se nav´ıc aktua´lneˇ zpracova´vany´ stav prˇida´ do
mnozˇiny stav˚u vy´sledne´ho konecˇne´ho automatu.
Vkla´da´n´ı stav˚u je prˇesunuto azˇ do tohoto mı´sta z toho d˚uvodu, zˇe informace o tom,
jestli je dany´ stav koncovy´, je soucˇa´st´ı stav˚u a nikoli prˇ´ımo soucˇa´st´ı konecˇne´ho automatu.
T´ım pa´dem mus´ıme v dobeˇ prˇida´va´n´ı stavu veˇdeˇt, jestli dany´ stav je nebo nen´ı koncovy´.
A protozˇe je pro zjiˇsteˇn´ı te´to informace zapotrˇeb´ı -uza´veˇr(p) stavu, pocˇ´ıta´me koncovost
(hlavneˇ z d˚uvodu optimalizace) v te´to fa´zi, kdy je jizˇ -uza´veˇr(p) zna´m.
2.2.2 Deterministicky´ konecˇny´ automat
Nedeterminismus je v praxi nezˇa´douc´ı stejneˇ jako -prˇechody. Pokud je konecˇny´ automat
nedeterministicky´, pak existuje konfigurace, v n´ızˇ ma´me na vy´beˇr z v´ıce na´sleduj´ıc´ıch kon-
figurac´ı (tedy mu˚zˇeme aplikovat jedno ze dvou a v´ıce pravidel).
Prˇ´ıklad 2.1. Prˇ´ıklad nedeterminismu z obra´zku 1.2:
• aktua´ln´ı konfigurace je q1b, nyn´ı ma´me na vy´beˇr z pravidel q1b → q1 a q1b → f .
Situace na´m v tomto prˇ´ıpadeˇ napov´ı, zˇe aplikovat pravidlo, kdy mu˚zˇeme prˇej´ıt do
koncove´ho stavu a skoncˇit tak cˇten´ı, je vy´hodneˇjˇs´ı, ale toto byl pouze lehky´ prˇ´ıklad
pro ilustraci. Mohou se vyskytnou mnohem slozˇiteˇjˇs´ı prˇ´ıpady, kdy vy´beˇr pravidla jizˇ
nen´ı jednoduchy´.
Deterministicky´ konecˇny´ automat je definova´n na´sledovneˇ:
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Definice 2.11. Necht’ M = (Q,Σ, R, s, F ) je konecˇny´ automat bez -prˇechod˚u. M je
deterministicky´ konecˇny´ automat, pokud pro kazˇde´ pa→ q ∈ R plat´ı, zˇe mnozˇina R−{pa→
q} neobsahuje zˇa´dne´ pravidlo s levou stranou pa.
Algoritmus
Pro prˇevod na deterministicky´ konecˇny´ automat mus´ı by´t vstupn´ı konecˇny´ automat bez -
prˇechod˚u. V knize A. Meduny [7] jsou uvedeny dva algoritmy, jak prˇeve´st konecˇny´ automat
na deterministicky´. Prvn´ı algoritmus generuje mnoho stav˚u, z nichzˇ je dost nedostupny´ch
a mus´ı proto na´sledovat dalˇs´ı fa´ze pro odstraneˇn´ı teˇchto stav˚u. Druhy´ tyto stavy negeneruje,
a proto ho budeme pouzˇ´ıvat. Pro porˇa´dek si jesˇteˇ nadefinujeme dostupny´, resp. nedostupny´
stav:
Definice 2.12. Necht’ M = (Q,Σ, R, sF ) je konecˇny´ automat. Stav q ∈ Q je dostupny´,
pokud existuje w ∈ Σ∗, pro ktery´ plat´ı sw `∗ q. Jinak q je nedostupny´.
Kazˇdy´ stav nyn´ı bude zastupovat mnozˇinu stav˚u. Nejprve je vytvorˇen novy´ pocˇa´tecˇn´ı
stav, ktery´ reprezentuje mnozˇinu s pocˇa´tecˇn´ım stavem p˚uvodn´ıho konecˇne´ho automatu,
a tento stav je vlozˇen do mnozˇiny zpracova´vany´ch stav˚u.
Kazˇdy´ stav z mnozˇiny zpracova´vany´ch stav˚u je vyjmut, prˇida´n do vy´sledne´ho konecˇne´ho
automatu. Pro kazˇdy´ symbol abecedy je vytvorˇena mnozˇina stav˚u, do nichzˇ existuje s dany´m
symbolem pravidlo z neˇktere´ho ze stav˚u mnozˇiny, kterou zastupuje aktua´lneˇ zpracova´vany´
stav. Mezi aktua´ln´ım a vytvorˇeny´m stavem je do vy´stupn´ıho konecˇne´ho automatu prˇida´no
pravidlo s dany´m symbolem a vytvorˇeny´ stav je prˇida´n do mnozˇiny zpracova´vany´ch stav˚u.
Aktua´lneˇ zpracova´vany´ stav je koncovy´, pokud ve vstupn´ım konecˇne´m automat byl koncovy´
neˇktery´ z mnozˇiny stav˚u, kterou zastupuje.
Cely´ postup je zobrazen na algortimu 2.2.
Algoritmus 2.2: Prˇevod na deterministicky´ konecˇny´ automat
Vstup: M = (Q,Σ, R, s, F ) bez -prˇechod˚u
Vy´stup: Deterministicky´ konecˇny´ automat Md = (Qd,Σ, Rd, sd, Fd) bez
nedostupny´ch stav˚u
sd = {s};Qnew = {sd};Rd = ∅;Qd = ∅;Fd = ∅;
repeat
necht’ Q′ ∈ Qnew;Qnew = Qnew − {Q′};Qd = Qd ∪ {Q′};
foreach a ∈ Σ do
Q′′ = {q : p ∈ Q′, pa→ q ∈ R};
if Q′′ 6= ∅ then
Rd = Rd ∪ {Q′a→ Q′′}
end
if Q′′ /∈ Qd ∪ {∅} then
Qnew = Qnew ∪ {Q′′}
end
end
if Q′ ∩ F 6= ∅ then
Fd = Fd ∪ {Q′};
end
until Qnew = ∅ ;
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Implementace
V konstruktoru trˇ´ıdy je provedena inicializace, tak jak je uvedena v algoritmu. Je vyuzˇito
nove´ho typu — mnozˇina mnozˇin stav˚u — z d˚uvodu, kdy stav zastupuje mnozˇinu stav˚u.
Pro indikaci konce slouzˇ´ı fronta novy´ch mnozˇin stav˚u (stav˚u, ktere´ maj´ı by´t zpracova´ny).
To odpov´ıda´ v algoritmu mnozˇineˇ Qnew a prˇevod tedy skoncˇ´ı v okamzˇiku, kdy je tato fronta
pra´zdna´.
2.2.3 Konecˇny´ automat bez neukoncˇuj´ıc´ıch stav˚u
Neukoncˇuj´ıc´ı stavy jizˇ nejsou pro praxi tak nevhodne´ jako -prˇechody nebo nedeterminis-
mus. Z teˇchto stav˚u nelze nikdy prˇej´ıt do koncove´ho stavu a je jasne´, zˇe v nich nebude prˇijat
zˇa´dny´ rˇeteˇzec. Neukoncˇuj´ıc´ı stav mu˚zˇe mı´t v konecˇne´m automatu sv˚uj vy´znam, jak je uve-
deno v kapitole 2.2.4. Obecneˇ jsou ale neukoncˇuj´ıc´ı stavy zbytecˇne´ a mohou by´t odstraneˇny
bez jaky´chkoli na´sledk˚u.
Definice 2.13. Necht’ M = (Q,Σ, R, s, F ) je deterministicky´ konecˇny´ automat. Stav q ∈ Q
je ukoncˇuj´ıc´ı, pokud existuje rˇeteˇzec w ∈ Σ∗, pro ktery´ plat´ı qw `∗ f, f ∈ F . Jinak q je
neukoncˇuj´ıc´ı.
Algoritmus
Pro odstraneˇn´ı neukoncˇuj´ıc´ıch stav˚u se ocˇeka´va´, zˇe vstupn´ı konecˇny´ automat bude deter-
ministicky´.
Pokud se pokus´ıme neforma´lneˇ popsat algoritmus 2.3, pak mu˚zˇeme rˇ´ıct, zˇe na zacˇa´tku
prˇevodu prˇida´me do vy´sledne´ho konecˇne´ho automatu vsˇechny koncove´ stavy, ktere´ zrˇejmeˇ
jsou ukoncˇuj´ıc´ı. Pote´ postupneˇ prˇida´va´me stavy na leve´ straneˇ pravidel, ktera´ vedou do
neˇktere´ho z jizˇ prˇidany´ch stav˚u.
Algoritmus 2.3: Prˇevod na konecˇny´ automat bez neukoncˇuj´ıc´ıch stav˚u
Vstup: Deterministicky´ konecˇny´ automat M = (Q,Σ, R, s, F )
Vy´stup: Deterministicky´ konecˇny´ automat Mt = (Qt,Σ, Rt, s, F )
Q0 = F ; i = 0;
repeat
i = i+ 1;
Qi = Qi−1 ∪ {q : qa→ p ∈ R, a ∈ Σ, p ∈ Qi−1};
until Qi == Qi−1 ;
Qt = Qi;
Rt = {qa→ p : qa→ p ∈ R, p, q ∈ Qt, a ∈ Σ}
Implementace
Implementace se liˇs´ı od algoritmu pouze v tom, zˇe jakmile je nalezeno pravidlo, jehozˇ stav
by meˇl by´t prˇida´n, je stav i pravidlo vlozˇeno do vy´sledne´ho konecˇne´ho automatu. Nalezene´
pravidlo je ulozˇeno do fronty novy´ch pravidel, ktera´ slouzˇ´ı pro zjiˇsteˇn´ı konce prˇevodu.
Jakmile v dane´m kroku nebyla nalezena zˇa´dna´ nova´ pravidla, prˇevod je ukoncˇen.
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2.2.4 Dobrˇe specifikovany´ konecˇny´ automat
V praxi mu˚zˇe by´t uzˇitecˇne´ mı´t konecˇny´ automat, ktery´ se nikdy nezasekne. T´ım je mysˇleno,
zˇe konecˇny´ automat doka´zˇe v kazˇde´ konfiguraci prˇej´ıt do dalˇs´ı konfigurace a prˇecˇ´ıst tak cely´
rˇeteˇzec. Takovy´ konecˇny´ automat se nazy´va´ u´plny´.
Definice 2.14. Necht’ M = (Q,Σ, R, s, F ) je deterministicky´ konecˇny´ automat. M je u´plny´,
pokud pro libovolne´ p ∈ Q, a ∈ Σ existuje pra´veˇ jedno pravidlo pa → q ∈ R pro neˇjake´
q ∈ Q. Jinak M je neu´plny´.
Dobrˇe specifikovany´ konecˇny´ automat vyuzˇ´ıva´ ve sve´ definici u´plny´ konecˇny´ automat.
Definice 2.15. Necht’ M = (Q,Σ, R, s, F ) je u´plny´ konecˇny´ automat. Pak M je dobrˇe
specifikovany´ konecˇny´ automat, pokud:
1. Q nema´ nedostupne´ stavy,
2. Q ma´ maxima´lneˇ jeden neukoncˇuj´ıc´ı stav2.
K tomu, abychom z´ıskali dobrˇe specifikovany´ konecˇny´ automat, mus´ıme prˇeve´st konecˇny´
automat na u´plny´. Tento prˇevod popisuje algoritmus 2.4. Podmı´nkou prˇevodu je, zˇe vstupn´ı
konecˇny´ automat mus´ı by´t deterministicky´.
Algoritmus
Prˇevod na u´plny´ konecˇny´ automat je velmi jednoduchy´. Do konecˇne´ho automatu je prˇida´n
stav simuluj´ıc´ı ”past“ a do tohoto stavu jsou svedena pravidla pro vsˇechny stavy a vsˇechny
symboly abecedy, pro neˇzˇ jesˇteˇ pravidla neexistuj´ı. Algoritmus 2.4 zobrazuje cely´ postup.
Algoritmus 2.4: Prˇevod na u´plny´ konecˇny´ automat
Vstup: Neu´plny´ deterministicky´ konecˇny´ automat M = (Q,Σ, R, s, F )
Vy´stup: U´plny´ deterministicky´ konecˇny´ automat Mc = (Qc,Σ, Rc, s, F )
Qc = Q ∪ {qfalse};
Rc = R ∪ {qa→ qfalse : a ∈ Σ, q ∈ Qc, qa→ p /∈ R, p ∈ Q}
Implementace
Prˇi inicializace je do vy´sledne´ho konecˇne´ho automatu kompletneˇ zkop´ırova´n vstupn´ı ko-
necˇny´ automat. Nav´ıc je vlozˇen novy´ stav ”past“.
Pro vsˇechny stavy vy´stupn´ıho konecˇne´ho automatu jsou pote´ vyhleda´ny symboly, pro
neˇzˇ z dane´ho stave neexistuje pravidlo, a tyto jsou svedeny do ”pasti“.
Jelikozˇ se algoritmus ty´ka´ pouze stav˚u, prˇevod je ukoncˇen v okamzˇiku, kdy byla vy´sˇe
uvedena´ operace provedena pro vsˇechny stavy.
2Pokud dobrˇe specifikovany´ konecˇny´ automat ma´ neukoncˇuj´ıc´ı stav, je to qfalse z algoritmu pro u´plny´
konecˇny´ automat.
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2.2.5 Minima´ln´ı konecˇny´ automat
Jeden jazyk mu˚zˇe by´t vyja´drˇen mnoha ekvivalentn´ımi modely. Na obra´zku 2.1 jsou dva
konecˇne´ automaty. Oba specifikuj´ı stejny´ jazyk. Z teˇchto dvou je ale jeden minima´ln´ı. Nao-
pak ten druhy´ obsahuje nadbytecˇny´ stav a pravidlo. Pokud tedy chceme dostat minima´ln´ı
rˇesˇen´ı, pak mus´ıme konecˇny´ automat minimalizovat.
Obra´zek 2.1: Ekvivalentn´ı konecˇne´ automaty
Abychom mohli nadefinovat minima´ln´ı konecˇny´ automat, potrˇebujeme zna´t pojem roz-
liˇsitelne´ stavy.
Definice 2.16. Necht’ M = (Q,Σ, R, s, F ) je dobrˇe specifikovany´ konecˇny´ automat a necht’
p, q ∈ Q, p 6= q. Stavy p a q jsou rozliˇsitelne´, pokud existuje rˇeteˇzec w ∈ Σ∗ takovy´, zˇe:
pw `∗ p′ a qw `∗ q′, kde p′, q′ ∈ Q a ((p′ ∈ F a q′ /∈ F ) nebo (p′ /∈ F a q′ ∈ F )). Jinak stavy
p a q jsou nerozliˇsitelne´.
Mnozˇina stav˚u minima´ln´ıho konecˇne´ho automatu obsahuje pouze rozliˇsitelneˇ stavy. For-
ma´ln´ı definice tedy zn´ı:
Definice 2.17. Necht’ M = (Q,Σ, R, s, F ) je dobrˇe specifikovany´ konecˇny´ automat. Potom
M je minima´ln´ı konecˇny´ automat, pokud M obsahuje pouze rozliˇsitelne´ stavy.
Algoritmus
V algoritmu 2.5 je zna´zorneˇn postup prˇevodu na minima´ln´ı konecˇny´ automat. Nejprve jsou
vytvorˇeny dva stavy — stav zastupuj´ıc´ı mnozˇinu koncovy´ch stav˚u a stav zastupuj´ıc´ı mnozˇinu
nekoncovy´ch stav˚u. Pokud stav (mnozˇina stav˚u) splnˇuje podmı´nku, zˇe neˇktere´ jeho stavy
z mnozˇiny, kterou reprezentuje, prˇecha´z´ı do jine´ho stavu (mnozˇiny stav˚u) nezˇ ostatn´ı stavy
z mnozˇiny, kterou reprezentuje, je tento stav (mnozˇina stav˚u) rozsˇteˇpen.
Implementace
Prˇi inicializaci je zkop´ırova´na abeceda konecˇne´ho automatu a jsou vytvorˇeny dveˇ mnozˇiny
stav˚u — jedna obsahuj´ıc´ı koncove´ stavy a druha´ obsahuj´ıc´ı nekoncove´ stavy. Obeˇ mnozˇiny
jsou vlozˇeny do mnozˇiny docˇasny´ch stav˚u, ktere´ zastupuj´ı mnozˇiny stav˚u. Stavy nejsou
vkla´da´ny do vy´sledne´ho konecˇne´ho automatu, dokud nen´ı skoncˇeno sˇteˇpen´ı.
Prˇevod se skla´da´ z dvou fa´z´ı. V prvn´ı fa´zi prob´ıha´ sˇteˇpen´ı stav˚u podle cyklu uvedene´ho
v algoritmu. Jedna iterace cyklu odpov´ıda´ rozsˇteˇpen´ı jednoho stavu. Pro indikaci konce
cyklu tedy slouzˇ´ı prˇ´ıznak, jestli bylo prˇi posledn´ı iteraci provedeno sˇteˇpen´ı. Po posledn´ı
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Algoritmus 2.5: Prˇevod na minima´ln´ı konecˇny´ automat
Vstup: Dobrˇe specifikovany´ konecˇny´ automat M = (Q,Σ, R, s, F )
Vy´stup: Minima´ln´ı konecˇny´ automat Mm = (Qm,Σ, Rm, sm, Fm)
Qm = {{p : p ∈ F}, {q : q ∈ Q− F}};
repeat
if existuje X ∈ Qm, d ∈ Σ, X1, X2 ⊂ X takove´, zˇe: X = X1 ∪X2, X1 ∩X2 = ∅
and {q1 : p1 ∈ X1, p1d→ q1 ∈ R} ⊆ Q1, Q1 ∈ Qm, {q2 : p2 ∈ X2, p2d→ q2 ∈
R} ∩Q1 = ∅ then
rozsˇteˇp X na X1 a X2 v Qm
end
until nen´ı mozˇne´ prove´st zˇa´dne´ dalˇs´ı sˇteˇpen´ı ;
Rm = {Xa→ Y : X,Y ∈ Qm, pa→ q ∈ R, p ∈ X, q ∈ Y, a ∈ Σ};
sm = X : s ∈ X;
Fm = {X : X ∈ Qm, X ∩ F 6= ∅};
iteraci cyklu jsou stavy vlozˇeny do vy´sledne´ho konecˇne´ho automatu a soucˇasneˇ jsou nasta-
vova´ny koncove´ stavy, protozˇe tuto informaci je nutne´ zna´t jizˇ prˇi vkla´da´n´ı stav˚u. V tento
okamzˇik se prˇecha´z´ı do druhe´ fa´ze.
Ve druhe´ fa´zi jsou vytva´rˇena pravidla, jak je uvedeno v algoritmu. Jakmile jsou projita
vsˇechna pravidla vstupn´ıho konecˇne´ho automatu, skoncˇ´ı druha´ fa´ze a tak i cely´ prˇevod.
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Kapitola 3
Ilustrace cˇinnosti
Prˇi ilustraci cˇinnosti lze oveˇrˇovat, jestli konecˇny´ automat prˇij´ıma´ nebo neprˇij´ıma´ urcˇity´
rˇeteˇzec. Toho lze vyuzˇ´ıt naprˇ. pro oveˇrˇova´n´ı prˇij´ımane´ho jazyka nebo pro zjiˇst’ova´n´ı, jak
konecˇny´ automat funguje.
3.1 Teorie ilustrace cˇinnosti
Ilustrace cˇinnosti konecˇne´ho automatu M = (Q,Σ, R, s, F ) spocˇ´ıva´ v tom, zˇe je na vstupn´ı
pa´sku vlozˇen rˇeteˇzec w ∈ Σ∗ a z pocˇa´tecˇn´ı konfigurace sw jsou prova´deˇny prˇechody.
Beˇhem prˇechod˚u mohou nastat tyto dveˇ situace:
1. Cely´ rˇeteˇzec je prˇecˇten, konecˇny´ automat skoncˇil ve stavu q. Pak:
(a) pokud q ∈ F , konecˇny´ automat M prˇij´ıma´ tento rˇeteˇzec, tedy w ∈ L(M), kde
L(M) znacˇ´ı jazyk prˇij´ımany´ konecˇny´m automatem M .
(b) pokud q /∈ F , rˇeteˇzec nen´ı prˇijat a plat´ı w /∈ L(M).
2. Neexistuje na´sleduj´ıc´ı konfigurace (rˇeteˇzec nebyl prˇecˇten cely´), proto w /∈ L(M).
Rˇeteˇzec je prˇijat pouze v prˇ´ıpadeˇ, zˇe je prˇecˇten cely´ a cˇten´ı skoncˇilo v koncove´m stavu.
Pokud se konecˇny´ automat dostane do konfigurace, ve ktere´ jizˇ nelze prˇej´ıt do zˇa´dne´ dalˇs´ı
z d˚uvodu, zˇe nebylo nalezeno pravidlo, zasekne se. To mimo jine´ take´ znamena´ to, zˇe rˇeteˇzec
nen´ı soucˇa´st´ı jazyka (tedy w /∈ L(M)).
Situace, kdy nen´ı mozˇne´ prˇej´ıt do dalˇs´ı konfigurace a rˇeteˇzec nen´ı cely´ prˇecˇten, se da´
rˇesˇit jinak. Alesponˇ v praxi, kde by´vaj´ı konecˇne´ automaty navrhova´ny pro lexika´ln´ı analy´zu,
toho by´va´ cˇasto vyuzˇ´ıva´no. Rˇeteˇzec v tomto prˇ´ıpadeˇ nen´ı ihned odmı´tnut, ale zjiˇst’uje se,
jestli stav, ve ktere´m nebyla nalezena dalˇs´ı konfigurace, nen´ı koncovy´. Pokud ano, pak se
prˇijme pouze cˇa´st tohoto rˇeteˇzce a cˇten´ı pokracˇuje z pocˇa´tecˇn´ıho stavu se zbytkem rˇeteˇzce.
Forma´lneˇji zapsa´no mu˚zˇe vsˇe vypadat asi takto: Necht’ M = (Q,Σ, R, s, F ) je konecˇny´
automat. Meˇjme u, v ∈ Σ∗, a ∈ Σ takove´, zˇe uav = w. Pokud jsme v konfiguraci qav takove´,
zˇe sw `∗ qav, kde q ∈ F a soucˇasneˇ qa → p /∈ R pro libovolne´ p ∈ Q, pak u ∈ L(M)
a pokracˇujeme z konfigurace sav.
Prˇ´ıklad 3.1. Konecˇny´ automat na obra´zku 3.1 (forma´lneˇ definova´n jako M = (Q =
{s, q1, q2},Σ = {a, b}, R = {sa → q1, sb → q2}, s, F = {q1, q2})) ma´ na vstupn´ı pa´sce
rˇeteˇzec w = ab. Posloupnost konfigurac´ı by byla: sab ` q1b[sa → q1]. Za norma´ln´ıch okol-
nost´ı by nebylo mozˇne´ tento rˇeteˇzec prˇijmout, protozˇe neexistuje zˇa´dna´ dalˇs´ı konfigurace,
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Obra´zek 3.1: Prˇ´ıklad konecˇne´ho automatu
prˇitom rˇeteˇzec jesˇteˇ nen´ı prˇecˇten cely´. Pokud budeme vycha´zet z prˇedchoz´ıho odstavce, pak
v konfiguraci q1b neexistuje zˇa´dne´ q1b → p ∈ R pro libovolne´ p ∈ Q, ale soucˇasneˇ q1 ∈ F .
Pak a ∈ L(M) a cˇten´ı bude pokracˇovat z konfigurace sb.
V praxi take´ mu˚zˇe doj´ıt k situaci, zˇe v dane´ konfiguraci nen´ı nalezeno pravidlo (tedy nen´ı
zˇa´dna´ dalˇs´ı konfigurace), ale take´ stav, ve ktere´m jsme skoncˇili, nen´ı koncovy´. Pokud chceme
pokracˇovat ve cˇten´ı, nab´ız´ı se rˇesˇen´ı, zˇe rˇeteˇzec, ktery´ jsme nacˇetli, zahod´ıme a prova´d´ıme
prˇechody znovu z pocˇa´tecˇn´ıho stavu se zbytkem rˇeteˇzce.
Forma´ln´ı popis te´to situace by byl podobny´ jako v prˇ´ıpadeˇ, kdy jsme byli v koncove´m
stavu, tedy: Necht’ M = (Q,Σ, R, s, F ) je konecˇny´ automat. Meˇjme u, v ∈ Σ∗, a ∈ Σ takove´,
zˇe uav = w. Pokud jsme v konfiguraci qav takove´, zˇe sw `∗ qav, kde q ∈ Q, q /∈ F a soucˇasneˇ
qa→ p /∈ R pro libovolne´ p ∈ Q, pak u /∈ L(M) a pokracˇujeme z konfigurace sav.
Mu˚zˇe docha´zet jesˇteˇ ke dveˇma komplikac´ım:
1. Hned v pocˇa´tecˇn´ı konfiguraci neexistuje zˇa´dna´ na´sleduj´ıc´ı konfigurace, a proto opako-
vaneˇ docha´z´ı k prˇecha´zen´ı do pocˇa´tecˇn´ıho stavu a opakovaneˇ je prˇij´ıma´n nebo zaha-
zova´n pra´zdny´ rˇeteˇzec podle toho, jestli je nebo nen´ı pocˇa´tecˇn´ı stav za´rovenˇ koncovy´.
2. Konecˇny´ automat obsahuje stav simuluj´ıc´ı ”past“. Tento stav se stara´ o to, aby pro
kazˇdy´ stav a kazˇdy´ symbol existovalo pravidlo, cˇili v konecˇne´m automatu bude vzˇdy
existovat na´sleduj´ıc´ı konfigurace.
U obou proble´mu˚ jizˇ za´lezˇ´ı na programa´torovi, jak se s nimi vyporˇa´da´. Me´ rˇesˇen´ı bude
popsa´no v na´sleduj´ıc´ı cˇa´sti.
Konecˇny´ automat, jehozˇ ilustraci chceme prove´st, mus´ı by´t deterministicky´. Pokud by
obsahoval -pravidla nebo nedeterminismus, pak mu˚zˇe docha´zet k nejednoznacˇnostem, jak
je popsa´no v sekc´ıch 2.2.1 a 2.2.2.
3.2 Implementace
3.2.1 Zobrazen´ı
Implementace ilustrace cˇinnosti pracuje s graficky´m modelem konecˇne´ho automatu. Ko-
necˇny´ automat je vykreslova´n do specia´ln´ıho okna. Nav´ıc je vzˇdy barevneˇ odliˇsen stav
aktua´ln´ı konfigurace a pravidlo, ktere´ bylo pro tuto konfiguraci aplikova´no. Na zacˇa´tku se
jedna´ o pocˇa´tecˇn´ı stav a sˇipku oznacˇuj´ıc´ı pocˇa´tecˇn´ı stav.
V okneˇ, kde prob´ıha´ ilustrace, jsou nav´ıc dalˇs´ı trˇi podokna. Prvn´ı, do neˇhozˇ je mozˇne´
psa´t text, zastupuje vstupn´ı pa´sku. Druhe´ vypisuje jizˇ prˇecˇteny´ rˇeteˇzec a trˇet´ı zobrazuje
pravidla, ktera´ byla aplikova´na.
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Obra´zek 3.2: Uka´zka programove´ ilustrace konecˇne´ho automatu
3.2.2 Mo´dy ilustrace
Ilustrace mu˚zˇe prob´ıhat ve dvou mo´dech. V prvn´ım mo´du prob´ıha´ cˇten´ı jako prˇi lexika´ln´ı
analy´ze (rozdeˇluje vstupn´ı text na lexe´my). Vzˇdy je prˇecˇten cely´ rˇeteˇzec. Z pocˇa´tecˇn´ı konfi-
gurace konecˇne´ho automatu jsou prova´deˇny prˇechody azˇ do okamzˇiku, kdy neexistuje zˇa´dna´
dalˇs´ı konfigurace. Pak pokud je stav aktua´ln´ı konfigurace koncovy´, nacˇtena´ cˇa´st rˇeteˇzce je
prˇijata a prˇecha´z´ı se opeˇt do pocˇa´tecˇn´ıho stavu, odkud jsou prova´deˇny prˇechody se zbylou
cˇa´st´ı rˇeteˇzce. Pokud stav aktua´ln´ı konfigurace nen´ı koncovy´, nacˇteny´ rˇeteˇzec je prˇeskocˇen
a prohla´sˇen za chybny´. Pokracˇuje se opeˇt z pocˇa´tecˇn´ıho stavu se zbyly´m rˇeteˇzcem.
Situace, kdy ihned v pocˇa´tecˇn´ım stavu neexistuje na´sleduj´ıc´ı konfigurace z d˚uvodu, zˇe
nebylo nalezeno pravidlo, je u ilustrace ohl´ıda´na take´. Pokud je pocˇa´tecˇn´ı stav za´rovenˇ
koncovy´, docha´zelo by k opakovane´mu prˇij´ıma´n´ı pra´zdne´ho rˇeteˇzce. Osˇetrˇeno je to tak, zˇe
pra´zdny´ rˇeteˇzec je prˇijat pouze v prˇ´ıpadeˇ, zˇe vstupn´ı pa´ska je jizˇ pra´zdna´. Jinak je prˇeskocˇen
jeden symbol na vstupu. Jestlizˇe pocˇa´tecˇn´ı stav nen´ı koncovy´, je jeden symbol na vstupu
prˇeskocˇen take´.
V tomto mo´du je take´ osˇetrˇena situace, kdy konecˇny´ automat obsahuje stav ”past“.
Algoritmus pro proveden´ı prˇechodu si hl´ıda´, jestli nevstupuje do takove´ho stavu. Jakmile
by do neˇj vkrocˇil, cely´ rˇeteˇzec by byl prˇecˇten a ve fina´le neprˇijat (cozˇ je spra´vna´ funkce
tohoto stavu). Proto se prˇi kazˇde´m prˇechodu zjiˇst’uje, jestli se nechysta´me udeˇlat krok do
”pasti“, a v prˇ´ıpadeˇ zˇe ano, tento prˇechod nen´ı uskutecˇneˇn a algoritmus se zachova´ stejneˇ,
jako by neexistovala na´sleduj´ıc´ı konfigurace.
Pro u´plnost je zde uvedena definice stavu ”past“, jak je pouzˇ´ıva´na v programu.
Definice 3.1. Necht’ M = (Q,Σ, R, s, F ) je konecˇny´ automat. Stav q je stav typu ”past“,
pokud plat´ı q /∈ F a qa→ q ∈ R,∀a ∈ Σ.
Ve druhe´m mo´du nen´ı prˇecha´zeno do pocˇa´tecˇn´ıho stavu a v prˇ´ıpadeˇ, zˇe v neˇjake´ konfigu-
raci neexistuje zˇa´dna´ dalˇs´ı konfigurace, rˇeteˇzec nen´ı prˇijat. Rˇeteˇzec je prˇijat pouze v prˇ´ıpadeˇ,
zˇe je prˇecˇten cely´ a je prˇijat v koncove´m stavu.
3.2.3 Rˇı´zen´ı ilustrace
Ilustraci je mozˇne´ rˇ´ıdit pomoc´ı krok˚u vprˇed a vzad. Prˇi proveden´ı kroku vprˇed je zavola´n
algoritmus 3.1. V algoritmu uvedene´ akce prˇidej a proved’ zp˚usob´ı vytvorˇen´ı a proveden´ı
prˇ´ıkazu. Prˇ´ıkaz (implementova´n jako na´vrhovy´ vzor Prˇ´ıkaz [1, Command ]) je objektem,
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ktery´ provede urcˇitou akci. Tuto akci vsˇak umı´ take´ vra´tit zpeˇt (odvolat), cˇehozˇ je vyuzˇito
prˇi proveden´ı kroku vzad.
Implementova´ny jsou trˇi typy prˇ´ıkaz˚u:
1. Prˇ´ıkaz pro prˇechod je slozˇen z teˇchto
akc´ı:
• odebra´n´ı prvn´ıho symbolu ze
vstupn´ı pa´sky,
• prˇida´n´ı symbolu do prˇecˇtene´ho rˇe-
teˇzce,
• nastaven´ı nove´ho aktua´ln´ıho pra-
vidla a stavu.
2. Prˇ´ıkaz pro prˇijet´ı rˇeteˇzce prova´d´ı dveˇ
akce:
• vypra´zdneˇn´ı prˇijate´ho rˇeteˇzce,
• prˇechod do pocˇa´tecˇn´ıho stavu.
3. Prˇ´ıkaz pro prˇeskocˇen´ı prova´d´ı trˇi akce:
• odebra´n´ı prvn´ıho symbolu ze
vstupn´ı pa´sky (tato akce je pouze
u prˇeskakovac´ıho prˇ´ıkazu 1),
• vypra´zdneˇn´ı prˇijate´ho rˇeteˇzce,
• prˇechod do pocˇa´tecˇn´ıho stavu.
Algoritmus 3.1: Algoritmus pro proveden´ı kroku vprˇed
if nalezen na´sleduj´ıc´ı stav then
if prvn´ı mo´d and na´sleduj´ıc´ı stav je past then
if aktua´ln´ı stav je koncovy´ then prˇidej a proved’ restartovac´ı prˇ´ıkaz;
else rˇeteˇzec neprˇijat;
else
prˇidej a proved’ prˇechodovy´ prˇ´ıkaz;
end
else
if vstupn´ı pa´ska pra´zdna´ then
if aktua´ln´ı stav je koncovy´ then rˇeteˇzec prˇijat;
else rˇeteˇzec neprˇijat;
else
if prvn´ı mo´d then
if prˇecˇten pra´zdny´ rˇeteˇzec then
prˇidej a proved’ prˇeskakovac´ı prˇ´ıkaz 1;
else
if aktua´ln´ı stav je koncovy´ then prˇidej a proved’ restartovac´ı prˇ´ıkaz;
else prˇidej a proved’ prˇeskakovac´ı prˇ´ıkaz 2;
end
else
rˇeteˇzec neprˇijat;
end
end
end
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Kapitola 4
Export
Pod pojmem export je mysˇleno vyja´drˇen´ı konecˇne´ho automatu jinou formou. Tou je v apli-
kaci zdrojovy´ ko´d v jazyce C nebo obra´zek.
4.1 Jazyk C
Prˇi exportu do jazyka C vznikne zdrojovy´ ko´d, ktery´ po prˇelozˇen´ı a spusˇteˇn´ı odsimuluje
cˇinnost konecˇne´ho automatu, jak je popsa´na v kapitole 3.2.2 (v prvn´ım mo´du). Konecˇny´
automat se tedy chova´ jako lexika´ln´ı analyza´tor.
Vytvorˇeny´ zdrojovy´ ko´d je slozˇen ze dvou cˇa´st´ı. Prvn´ı cˇa´st´ı je pevneˇ dana´ kostra zdro-
jove´ho souboru, ktera´ obsahuje veˇtsˇinu funkc´ı pro vytvorˇen´ı lexika´ln´ıho analyza´toru. Tato
kostra je ulozˇena v souboru. Druhou cˇa´st´ı je ko´d, ktery´ se liˇs´ı s kazˇdy´m r˚uzny´m konecˇ-
ny´m automatem. Tato cˇa´st je programoveˇ generova´na a vlozˇena do vy´sledne´ho zdrojove´ho
souboru.
Kostra zdrojove´ho souboru se snazˇ´ı podobat zdrojove´mu souboru, ktery´ bychom vy-
generovali pomoc´ı na´stroje Flex [2]. Flex je urcˇen ke generova´n´ı programu˚ pro zpracova´n´ı
textovy´ch soubor˚u a by´va´ vyuzˇ´ıva´n pra´veˇ pro vytva´rˇen´ı lexika´ln´ıch analyza´tor˚u. Na´zvy d˚u-
lezˇity´ch datovy´ch typ˚u, konstant, promeˇnny´ch a funkc´ı budou vyjmenova´ny v cˇa´sti 4.1.2.
4.1.1 Generova´n´ı ko´du
Generova´n´ı ko´du pracuje s matematicky´m modelem konecˇne´ho automatu, graficke´ infor-
mace nejsou v˚ubec potrˇeba. Exportovany´ konecˇny´ automat mus´ı by´t nejme´neˇ determinis-
ticky´. Pokud by obsahoval -pravidla nebo nedeterminismus, pak mu˚zˇe docha´zet k nejed-
noznacˇnostem, jak je popsa´no v sekc´ıch 2.2.1 a 2.2.2.
Trˇ´ıda pro export je implementova´na jako vzor Na´vsˇteˇvn´ık [1, Visitor ]. Trˇ´ıda konecˇne´ho
automatu obsahuje metodu, ktera´ prˇijme jako na´vsˇteˇvn´ıka objekt exportu, a tato metoda
zavola´ prˇijmut´ı take´ nad svy´mi stavy a pravidly. ”Prˇij´ımac´ı metoda“ konecˇne´ho automatu,
stav˚u a pravidel vola´ metodu objektu na´vsˇteˇvn´ıka a umozˇn´ı mu tak z´ıskat prˇehled o struk-
turˇe konecˇne´ho automatu.
U objektu konecˇne´ho automatu si ulozˇ´ı na´zev pocˇa´tecˇn´ıho stavu a vstupn´ı abecedu. Pro
ukla´da´n´ı stav˚u a pravidel v na´vsˇteˇvn´ıkovi slouzˇ´ı specia´ln´ı struktura, ktera´ mapuje stavy na
seznam pravidel. Jedna´ se tedy o pole, kde indexem je stav a hodnotou je seznam pravidel.
Prˇi na´vsˇteˇveˇ stavu je na indexu s na´zvem stavu vytvorˇen pra´zdny´ seznam pravidel (pokud
jesˇteˇ neexistuje — existovat by mohl, kdyby konecˇny´ automat volal prˇijmut´ı na´vsˇteˇvn´ıka
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pravidly drˇ´ıv nezˇ stavy) a prˇi na´vsˇteˇveˇ pravidla je na index se zdrojovy´m stavem (stavem
na leve´ straneˇ pravidla) prˇida´no pravidlo na konec seznamu.
Prˇi ukla´da´n´ı jsou soucˇasneˇ upravova´ny na´zvy stav˚u a to jak ve stavech samotny´ch, tak
i u pravidel. Na´zev stavu je prˇeveden, jak bylo uvedeno v cˇa´sti 1.2.1. Znaky {}, se nahrad´ı
znakem podtrzˇ´ıtka a male´ znaky jsou prˇevedeny na velke´. Omezen´ı na´zv˚u stav˚u bude zrˇejme´
za chv´ıli — na´zev bude tvorˇit identifika´tor, pro ktery´ v jazyce C plat´ı jista´ omezen´ı.
Dı´ky vy´sˇe uvedene´mu zp˚usobu ulozˇen´ı ma´me usnadneˇno vytva´rˇen´ı programoveˇ genero-
vane´ cˇa´sti, zvla´sˇteˇ pak posledn´ı bod uvedeny´ v na´sleduj´ıc´ım vy´cˇtu. Programoveˇ generovana´
cˇa´st zahrnuje:
• deklaraci vy´cˇtove´ho typu stav˚u,
• konstantu s identifika´torem pocˇa´tecˇn´ıho stavu,
• definici pole koncovy´ch stav˚u a jeho de´lku,
• konstantu s identifika´torem stavu ”past“,
• definici funkce pro hleda´n´ı na´sleduj´ıc´ıho stavu.
Ve vy´cˇtove´m typu stav˚u jsou jako symbolicke´ na´zvy konstant uva´deˇny na´zvy stav˚u (jizˇ
upravene´). Vy´cˇtovy´ typ nav´ıc obsahuje dva specia´ln´ı identifika´tory pro:
• zˇa´dny´ stav,
• neplatny´ stav.
Jejich vy´znam bude vysveˇtlen pozdeˇji.
Konstanta s identifika´torem pocˇa´tecˇn´ıho stavu obsahuje identifika´tor, ktery´ ma´ ve vy´cˇto-
ve´m typu stav˚u pocˇa´tecˇn´ı stav konecˇne´ho automatu.
Pole koncovy´ch stav˚u je polem konstant vy´cˇtove´ho typu stav˚u, ktere´ jsou koncove´.
Konstanta s identifika´torem stavu ”past“ zastupuje identifika´tor stavu, ktery´ se chova´
jako past. Je d˚ulezˇite´ tento stav zna´t, abychom mohli zabra´nit prˇechodu do neˇj. Pokud
konecˇny´ automat nema´ zˇa´dny´ stav typu ”past“, je hodnota te´to konstanty takova´, aby
neodpov´ıdala zˇa´dne´ z vy´cˇtove´ho typu stav˚u.
Funkce pro hleda´n´ı na´sleduj´ıc´ıho stavu je prˇep´ınacˇ, ktery´ prˇesneˇ odpov´ıda´ pravidl˚um ko-
necˇne´ho automatu. Cˇa´st funkce je zachycena v algoritmu 4.1. Poprve´ je vyuzˇito specia´ln´ıho
stavu zˇa´dny´ stav, ktera´ je vra´cena, pokud nebyl nalezen na´sleduj´ıc´ı stav.
Prˇi vytva´rˇen´ı te´to funkce je procha´zena mapa stav˚u na seznam pravidel. Pro kazˇdy´
stav je vytvorˇena case veˇtev a pro kazˇde´ pravidlo ze seznamu dane´ho stavu je vytvorˇena
podmı´nka if se symbolem dane´ho pravidla. Na´vratovou hodnotou v te´to podmı´nce je identi-
fika´tor c´ılove´ho stavu (stavu na prave´ straneˇ dane´ho pravidla). Pokud je v jednom seznamu
v´ıce pravidel se stejny´m c´ılovy´m stavem a pokud jsou symboly teˇchto pravidel v rˇadeˇ za
sebou, jsou tyto symboly shlukova´ny a mı´sto toho, aby byla vytvorˇena podmı´nka if pro
kazˇdy´ symbol zvla´sˇt’, je vytvorˇena jedna podmı´nka if pro interval symbol˚u.
Prˇ´ıklad 4.1. Mnozˇina pravidel je R = {q1a → q2, q1b → q2, q1c → q2}). Vygenero-
vany´ zdrojovy´ ko´d pro stav q1 by vypadal na´sledovneˇ. Protozˇe vsˇechna pravidla z tohoto
stavu maj´ı stejny´ c´ılovy´ stav, tak namı´sto toho, aby byly vytvorˇeny trˇi podmı´nky if(symbol
== ’a’ ) . . . , if(symbol == ’b’ ) . . . , if(symbol == ’c’ ) . . . , je vytvorˇena jedna podmı´nka
if(symbol >= ’a’ and symbol <= ’c’ ) . . .
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Algoritmus 4.1: Hleda´n´ı na´sleduj´ıc´ıho stavu na za´kladeˇ aktua´ln´ıho stavu a znaku
switch aktua´ln´ı stav do
case identifika´tor stavu p
if aktua´ln´ı znak == a then
// pravidlo pa→ q
return identifika´tor stavu q ;
else
// zˇa´dne´ pravidlo s tı´mto symbolem
return zˇa´dny´ stav ;
end
end
// pro vsˇechny stavy a pravidla
. . .
end
4.1.2 Popis ko´du
V te´to cˇa´sti budou popsa´ny d˚ulezˇite´ datove´ typy, konstanty, promeˇnne´ a funkce kostry
zdrojove´ho ko´du konecˇne´ho automatu.
Datove´ typy
• yy char — datovy´ typ znaku.
• yy int — datovy´ typ cele´ho cˇ´ısla (int).
• yy size t — datovy´ typ pro cela´ kladna´
cˇ´ısla.
• yy bool — datovy´ typ pro boolean hod-
notu.
• YY BUFFER STATE — struktura
s informacemi o bufferu.
Konstanty
• YY NULL — na´vratova´ hodnota
funkce yyinput prˇi dosazˇen´ı EOF.
• YY BUFFER SIZE — velikost buf-
feru, do neˇjzˇ se nacˇ´ıta´ vstupn´ı text.
• YY TOKEN SIZE — vy´choz´ı de´lka
textu tokenu.
Promeˇnne´
• yyin — vstupn´ı soubor typu FILE*; po-
kud nen´ı uveden, je pouzˇit stdin.
• yyout — vy´stupn´ı soubor typu FILE*;
pokud nen´ı uveden, je pouzˇit stdout.
• yy current buffer — promeˇnna´ typu
YY BUFFER STATE, ktera´ nese in-
formace o bufferu.
• yyval — hodnota tokenu, obsahuje je-
den z vy´cˇtove´ho typu stav˚u.
• yytext — text tokenu; je automaticky
vytvorˇen, ale mus´ı by´t explicitneˇ sma-
za´n funkc´ı yy delete token.
• yyleng — de´lka textu tokenu.
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• yysize — velikost pameˇti tokenu (sku- tecˇny´ pocˇet alokovany´ch znak˚u).
Funkce
• yyinput — nacˇten´ı aktua´ln´ıho znaku
na vstupu.
• yyunput — vra´cen´ı znaku zpeˇt na
vstup.
• yy init buffer — inicializace bufferu
(vola´no automaticky prˇi prvn´ım za-
vola´n´ı funkce yylex ).
• yy get next buffer — nacˇten´ı dalˇs´ıho
textu do bufferu ze vstupu (vola´no au-
tomaticky funkc´ı yyinput).
• yy create token — vytvorˇen´ı tokenu
(vola´no automaticky prˇi prvn´ım za-
vola´n´ı funkce yylex ).
• yy realloc token — rozsˇ´ıˇren´ı velikosti
pole tokenu (vola´no automaticky
funkc´ı yy put to token).
• yy delete token — uvolneˇn´ı pameˇti to-
kenu (nutne´ volat explicitneˇ na konci
programu).
• yy reset token — vymaza´n´ı obsahu
textu tokenu.
• yy put to token — prˇida´n´ı znaku na
konec textu tokenu.
• yy wlex error — vy´pis chybove´ hla´sˇky.
• yy fatal error — vy´pis chybove´ hla´sˇky
a konec programu.
• yylex — nejd˚ulezˇiteˇjˇs´ı funkce, jej´ı popis
je uveden da´le.
Funkce yylex rozdeˇluje vstupn´ı text do lexika´ln´ıch jednotek (lexe´mu˚), ktere´ jsou repre-
zentova´ny tokeny. Na´vratovou hodnotou funkce je jedna z hodnot vy´cˇtove´ho typu stav˚u.
Pokud funkce vra´t´ı hodnotu zˇa´dne´ho stavu, pak bylo dosazˇeno konce vstupn´ıho souboru.
Hodnota neplatny´ stav je vra´cena v prˇ´ıpadeˇ, zˇe neˇktera´ cˇa´st vstupn´ıho rˇeteˇzce nen´ı prˇij´ı-
ma´na konecˇny´m automatem. V prˇ´ıpadeˇ, zˇe neˇktery´ rˇeteˇzec je prˇijat, je na´vratovou hodnotou
identifika´tor stavu, v neˇmzˇ byl rˇeteˇzec prˇijat. Navra´cena´ hodnota je soucˇasneˇ ulozˇena do
promeˇnne´ yyval a nacˇteny´ text do yytext.
4.1.3 Prˇeklad ko´du
Ko´d je generova´n podle normy C99 jazyka C [4], proto by podle toho meˇl by´t nastaven
i prˇeklad. Program umı´ vygenerovat i prˇekladovy´ soubor — Makefile. Postup generova´n´ı
je obdobny´ jako prˇi generova´n´ı zdrojove´ho ko´du — za´kladem je kostra a dopln´ı se neˇktere´
specificke´ u´daje, v tomto prˇ´ıpadeˇ pouze na´zev zdrojove´ho souboru pro prˇeklad.
4.2 Obra´zek
Druhou formou exportova´n´ı je obra´zek. Tato operace pracuje samozrˇejmeˇ s graficky´m mode-
lem konecˇne´ho automatu. Jedna´ se o jednoduchou akci, prˇi n´ızˇ se vsˇechny stavy a pravidla
vykresluj´ı do pomocne´ho bufferu. Soucˇasneˇ je pocˇ´ıta´na oblast, kterou konecˇny´ automat
(tedy stavy a pravidla) zab´ıra´, aby vy´sledny´ obra´zek meˇl co nejmensˇ´ı rozmeˇry a aby neob-
sahoval velkou volnou plochu.
Vytvorˇeny´ buffer ma´ rozmeˇry cele´ho konecˇne´ho automatu. Jakmile je vykreslen´ı do-
koncˇeno, prˇeva´d´ı se pouze spocˇ´ıtana´ oblast do bitove´ mapy, z n´ızˇ je na´sledneˇ vygenerova´n
vy´stupn´ı obra´zek ve forma´tu BMP nebo PNG.
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Kapitola 5
Ostatn´ı
V te´to kapitole budou popsa´ny neˇktere´ d˚ulezˇiteˇjˇs´ı vlastnosti aplikace, ktere´ nemohly by´t
zarˇazeny do zˇa´dne´ z prˇedchoz´ıch kapitol a take´ jejich rozsah nevyda´ za celou kapitolu.
5.1 XML
Forma´t XML je pouzˇ´ıva´n pro ukla´da´n´ı/nacˇ´ıta´n´ı konecˇny´ch automat˚u do/ze souboru. Pro
pra´ci s teˇmito soubory je pouzˇita knihovna TinyXml [9]. Ukla´da´n je graficky´ model ko-
necˇny´ch automat˚u, protozˇe pozˇadujeme prˇesne´ zachova´n´ı jeho vzhledu i po znovunacˇten´ı
souboru. Pokud bychom ukla´dali matematicky´ model, informace o graficke´m rozlozˇen´ı by
byly ztraceny.
Soubor obsahuje na´sleduj´ıc´ı data:
• informace o konecˇne´m automatu:
– rozmeˇry,
– abecedu,
– vy´choz´ı nastaven´ı stav˚u (barvy,
p´ısmo),
– vy´choz´ı nastaven´ı pravidel
(p´ısmo),
• informace o stavech, u kazˇde´ho stavu
pak:
– na´zev,
– prˇ´ıznak, jestli je koncovy´,
– pozici stavu,
– barvu p´ısma a pozad´ı,
• informace o pravidlech, u kazˇde´ho pra-
vidla:
– zdrojovy´ stav,
– c´ılovy´ stav,
– cˇteny´ symbol,
– rˇ´ıd´ıc´ı body krˇivky,
– pozici zobrazovany´ch symbol˚u.,
• informace o pocˇa´tecˇn´ım stavu:
– zdrojovy´ bod,
– c´ılovy´ stav.
Ukla´da´n´ı a nacˇ´ıta´n´ı zajiˇst’uje trˇ´ıda, ktera´ odpov´ıda´ na´vrhove´mu vzoru Na´vsˇteˇvn´ık [1,
Visitor ].
5.1.1 Ukla´da´n´ı
Konecˇny´ automat prˇijme objekt trˇ´ıdy pro ukla´da´n´ı, cˇ´ımzˇ mu umozˇn´ı vytvorˇit si strukturu
XML element˚u popisuj´ıc´ı dany´ konecˇny´ automat podle vy´sˇe uvedene´ho sche´matu. Tato
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struktura je ulozˇena do objektu TinyXml dokumentu, ktery´ je pak jizˇ pouze zapsa´n do
souboru na disk.
5.1.2 Nacˇ´ıta´n´ı
Prˇi nacˇ´ıta´n´ı je postup obra´ceny´ nezˇ u ukla´da´n´ı. To znamena´, zˇe nejprve je z disku nacˇten
soubor do objektu TinyXml dokumentu. Objekt provede za´kladn´ı analy´zu souboru. Zjist´ı
tedy, jestli je soubor syntakticky spra´vny´ podle pravidel XML. Trˇ´ıda pro nacˇ´ıta´n´ı na´sledneˇ
procha´z´ı strukturu TinyXml dokumentu a prˇitom vytva´rˇ´ı jednotlive´ objekty (nejprve ko-
necˇny´ automat samotny´, pote´ stavy a na konec pravidla). Porˇad´ı element˚u je prˇesneˇ da´no,
a proto jakmile neˇktery´ ocˇeka´vany´ element chyb´ı, nacˇ´ıta´n´ı skoncˇ´ı s chybou.
5.2 Jazyk
Vsˇechny rˇeteˇzcove´ konstanty pouzˇite´ v programu jsou ulozˇeny v souboru na disku. Z to-
hoto souboru jsou prˇi startu nacˇteny a pouzˇity v programu. Dı´ky tomu je mozˇne´ prˇekla´dat
aplikaci do neˇkolika jazyk˚u. Stacˇ´ı vytvorˇit novy´ jazykovy´ soubor (nejle´pe jako kopii neˇkte-
re´ho existuj´ıc´ıho jazykove´ho souboru) a zkop´ırovat ho do slozˇky language v korˇenove´ slozˇce
programu. V programu lze pak zmeˇnit aktua´ln´ı jazyk v nastaven´ı aplikace. Pro u´plny´ prˇe-
klad je take´ nutne´ prˇelozˇit na´poveˇdu k programu, jej´ızˇ soubory se nacha´z´ı ve slozˇce help
v korˇenove´ slozˇce programu, a text dialogu ”O programu“ v te´zˇe slozˇce.
Trˇ´ıda, ktera´ se stara´ o nacˇ´ıta´n´ı text˚u dane´ho jazyka, je implementova´na jako na´vrhovy´
vzor Jedina´cˇek [1, Singleton], cˇili ma´ jedinou instanci. Prˇi startu je nutne´ volat statickou
metodu trˇ´ıdy pro inicializaci, ktere´ je prˇeda´n na´zev souboru s rˇeteˇzci. Pokud by trˇ´ıda nebyla
spra´vneˇ inicializova´na, bude prˇi zˇa´dosti o neˇktery´ text vra´cen jen pra´zdny´ rˇeteˇzec.
Pokud v programu pozˇadujeme neˇktery´ text, je vola´na opeˇt staticka´ metoda, v n´ızˇ je
pozˇadovany´ rˇeteˇzec identifikova´n na za´kladeˇ celocˇ´ıselne´ konstanty, kterou ma´ uvedenou
v souboru. Tyto celocˇ´ıselne´ konstanty jsou pevneˇ da´ny a nesmı´ by´t zmeˇneˇny. Ve zdrojove´m
ko´du trˇ´ıdy jsou tyto konstanty uvedeny v ra´mci vy´cˇtove´ho typu a maj´ı prˇideˇlena symbolicka´
jme´na. Jme´no je uvedeno i v souboru s rˇeteˇzci, ale v programu nen´ı nijak pouzˇito.
Prˇ´ıklad 5.1. Prˇ´ıklad souboru s jedn´ım za´znamem:
<?xml version=’1.0’ encoding=’utf8’?>
<language type=’czech’ short=’cs’ name=’Cˇesky’>
<item id=’1’ name=’SYMBOLICKY_NAZEV’>
<text>Text</text>
</item>
</language>
Korˇenovy´ prvek obsahuje trˇi atributy, kde prvn´ım je anglicky´ na´zev jazyka, druhy´m je
zkratka jazyka a trˇet´ım je origina´ln´ı na´zev jazyka. Anglicky´ na´zev nen´ı v programu zat´ım
pouzˇit. Zkratka jazyka je naproti tomu velmi d˚ulezˇita´. Ve slozˇce s na´zvem tvorˇeny´m touto
zkratkou mus´ı by´t umı´steˇna na´poveˇda k programu. Zde ji totizˇ bude program hledat, pokud
bude tento jazyk zvolen. Zkratka jazyka je take´ soucˇa´st´ı na´zvu souboru s textem dialogu
”O programu“. Trˇet´ı atribut bude zobrazen v nastaven´ı aplikace u volby jazyka.
Za´znam ma´ pak dva atributy, z nichzˇ prvn´ı urcˇuje identifika´tor rˇeteˇzce a druhy´m je
symbolicke´ jme´no, jak je uvedeno ve zdrojove´m souboru trˇ´ıdy pro nacˇ´ıta´n´ı rˇeteˇzc˚u jazyka.
Za´znam take´ obsahuje jeden element, v neˇmzˇ je uveden samotny´ rˇeteˇzec v dane´m jazyce.
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5.3 Rozmı´steˇn´ı stav˚u
Na proble´m rozmı´steˇn´ı stav˚u jsme narazili jizˇ v kapitole Modely konecˇne´ho automatu (1.2),
kde bylo rˇecˇeno, zˇe pokud se snazˇ´ıme prˇeve´st matematicky´ model na graficky´, chyb´ı na´m
informace o umı´steˇn´ı stav˚u nebo o rˇ´ıd´ıc´ıch bodech pravidel. Prˇevod z matematicke´ho na
graficky´ model je pomeˇrneˇ cˇastou operac´ı. Pokazˇde´, kdyzˇ chceme prove´st neˇktery´ algoritmus
z kapitoly Prˇevody (2), probeˇhnou tyto operace:
1. Konverze graficke´ho modelu na matematicky´
2. Aplikace algoritmu
3. Konverze matematicke´ho modelu na graficky´
Beˇhem aplikace algoritmu docha´z´ı k prˇida´va´n´ı, spojova´n´ı a maza´n´ı stav˚u a prˇida´va´n´ı a ma-
za´n´ı pravidel. Nelze tedy ani pouzˇ´ıt p˚uvodn´ı sourˇadnice cˇi rˇ´ıd´ıc´ı body.
V me´ pra´ci se mi bohuzˇel nepodarˇilo implementovat algoritmus, ktery´ by doka´zal roz-
mı´stit stavy a pravidla inteligentneˇ, tedy tak, aby stavy nelezˇely prˇes sebe a krˇivky pravidel
se nekrˇizˇovaly. Hledal jsem inspiraci u software Graphviz (konkre´tneˇ pra´ce pojedna´vaj´ıc´ı
o te´matu kreslen´ı graf˚u [3]), ktery´ je urcˇen pro zobrazova´n´ı graf˚u, ale zjistil jsem, zˇe imple-
mentovat algoritmus, ktery´ by doka´zal prove´st inteligentn´ı rozmı´steˇn´ı, by vydalo na jednu
bakala´rˇskou pra´ci a na to jizˇ bohuzˇel nezbyl cˇas. Rozhodneˇ je to jedna z cˇa´st´ı, ktera´ by
mohla by´t upravena v dalˇs´ı verzi programu.
Rozmı´steˇn´ı stav˚u po konverzi z matematicke´ho na graficky´ model samozrˇejmeˇ probeˇhne.
Syste´m rozmı´steˇn´ı je vsˇak velmi jednoduchy´. Jedna´ se o trˇ´ıdu, ktera´ umı´st’uje stavy do
mrˇ´ızˇky. Zacˇ´ına´ v leve´m horn´ım rohu plochy graficke´ho modelu konecˇne´ho automatu a po-
kracˇuje po rˇa´dc´ıch vpravo a dol˚u. Pocˇa´tecˇn´ı stav je umı´steˇn vzˇdy na prvn´ı pozici, tedy
v leve´m horn´ım rohu.
Tento zp˚usob rozmı´steˇn´ı vyrˇesˇ´ı proble´m s prˇekry´vaj´ıc´ımi se stavy, ale krˇivky pravidel
se krˇ´ızˇ´ı sta´le.
5.4 Prˇ´ıkazy konecˇne´ho automatu
V kapitole o graficke´m modelu konecˇne´ho automatu (1.2.2) se objevila zmı´nka o prˇ´ıka-
zech konecˇne´ho automatu jako o akc´ıch, ktere´ je mozˇne´ prove´st a prˇ´ıpadneˇ odvolat, vz´ıt
zpeˇt. Tyto prˇ´ıkazy jsou implementova´ny jako na´vrhovy´ vzor Prˇ´ıkaz [1, Command ]. Kazˇda´
akce (prˇ´ıkaz) implementuje rozhran´ı abstraktn´ı trˇ´ıdy prˇ´ıkazu, ktera´ obsahuje dveˇ d˚ulezˇite´
metody:
• proved’ prˇ´ıkaz a
• odvolej prˇ´ıkaz.
Prˇ´ıkazy konecˇne´ho automatu jsou te´meˇrˇ vsˇechny akce, ktere´ jsou nad n´ım prova´deˇny,
naprˇ. prˇida´n´ı stavu, prˇida´n´ı pravidla, smaza´n´ı stavu, smaza´n´ı pravidla, nastaven´ı pocˇa´tecˇ-
n´ıho stavu, nastaven´ı abecedy, prˇesun stavu, atd.
Objekt konecˇne´ho automatu si tyto prˇ´ıkazy uchova´va´ v dynamicke´m poli. Na aktua´ln´ı
prˇ´ıkaz ukazuje index. Konecˇny´ automat da´le obsahuje metody pro prˇida´n´ı prˇ´ıkazu, pro
odvola´n´ı prˇ´ıkazu a pro znovuproveden´ı prˇ´ıkazu. Metoda pro prˇida´n´ı prˇ´ıkazu automaticky
zavola´ metodu pro proveden´ı prˇ´ıkazu. Jakmile je vola´no odvola´n´ı prˇ´ıkazu, je nad aktua´ln´ım
prˇ´ıkazem vola´na metoda pro odvola´n´ı a posune se index o jeden prˇ´ıkaz zpeˇt. Prˇ´ıkaz vsˇak
29
jesˇteˇ nen´ı smaza´n z pole, aby mohla by´t vola´na metoda pro znovuproveden´ı prˇ´ıkazu. Azˇ
kdyzˇ je prˇida´va´n novy´ prˇ´ıkaz, jsou vsˇechny prˇ´ıkazy od aktua´ln´ıho azˇ na konec smaza´ny,
novy´ prˇ´ıkaz je vlozˇen za aktua´ln´ı a index aktua´ln´ıho je posunut.
5.5 Prˇeklad projektu
Pro prˇeklad projektu je nutne´ mı´t nainstalovany´ prˇekladacˇ GNU C++ a knihovnu wxWid-
gets ve verzi alesponˇ 2.8. Projekt je prˇenositelny´ mezi platformami Windows a Linux. Na
obou by meˇl beˇzˇet bez proble´mu˚.
5.5.1 Linux
Prˇekladacˇ lze lehce nainstalovat pomoc´ı bal´ıcˇk˚u. U wxWidgets ale doporucˇuji vlastn´ı prˇe-
klad a instalaci. Verz´ı zdrojovy´ch ko´d˚u wxWidgets pro Linux je archiv wxGTK, ktery´ lze
sta´hnout ze stra´nek www.wxwidgets.org. Po sta´hnut´ı a rozbalen´ı archivu se prˇepneme do
slozˇky build, v n´ızˇ se nacha´z´ı skript configure. Pro u´speˇsˇny´ prˇeklad projektu je nutne´ mı´t
knihovnu wxWidgets prˇelozˇenou v tzv. Unicode build a ve verzi Release. Aby bylo tohoto
doc´ıleno, mus´ı prˇeklad knihovny vypadat takto:
./configure --enable-unicode && make && make install
Pro proveden´ı make install mus´ıte mı´t pra´va root. Po skoncˇen´ı prˇekladu je jesˇteˇ nutne´
spustit prˇ´ıkaz ldconfig.
Posledn´ım krokem je nastaven´ı prˇekladu projektu v souboru src/config.cfg v ko-
rˇenove´ slozˇce projektu, v neˇmzˇ je trˇeba upravit promeˇnnou DEBUG (pokud byl prˇeklad
v Release verzi, pak nastavte hodnotu 0, jinak 1) a promeˇnnou WX, do n´ızˇ uved’te prˇ´ıkaz,
ktery´m se spousˇt´ı wx-config zjiˇst’uj´ıc´ı u´daje pro prˇeklad wxWidgets ve verzi 2.8. Obsahem
te´to promeˇnne´ bude nejsp´ıˇse wx-config.
Prˇeklad projektu se prova´d´ı vola´n´ım prˇ´ıkazu make v korˇenove´ slozˇce projektu.
5.5.2 Windows
Pod operacˇn´ım syste´mem Windows prob´ıha´ prˇeklad prˇekladacˇem MinGW (www.mingw.
org), ktery´ je verz´ı GNU C++ pro tento syste´m. Je nutne´ mı´t ho nainstalovany´, aby byl
mozˇny´ prˇeklad nejen tohoto projektu, ale take´ knihovny wxWidgets.
MinGW nesmı´ by´t nainstalova´n ve slozˇce obsahuj´ıc´ı mezery, proto je nejlepsˇ´ı instalovat
prˇ´ımo do korˇenove´ho adresa´rˇe.
Po nainstalova´n´ı prˇekladacˇe je potrˇeba nastavit syste´movou promeˇnnou PATH, aby bylo
mozˇne´ spousˇteˇt prˇ´ıkazy pro prˇeklad v prˇ´ıkazove´m rˇa´dku v ktere´koli slozˇce. Do promeˇnne´
prˇida´me na konec cestu ke slozˇce bin uvnitrˇ nainstalovane´ho prˇekladacˇe. Proble´m je s prˇ´ı-
kazem make, ktery´ ma´ u MinGW na´zev mingw32-make. Stacˇ´ı ale soubor zkop´ırovat s novy´m
jme´nem a je po proble´mu.
Ze stra´nek www.wxwidgets.org nyn´ı sta´hneme verzi wxWidgets pro Windows, tedy ar-
chiv wxMSW. Doporucˇuji opeˇt rozbalit do slozˇky bez mezery v na´zvu, tedy nejle´pe korˇenovy´
adresa´rˇ. Po rozbalen´ı prˇejdeme do slozˇky build/msw v korˇenove´ slozˇce wxWidgets, v n´ızˇ
spust´ıme prˇ´ıkaz
make -f makefile.gcc UNICODE=1 BUILD=release
30
Soucˇa´st´ı archivu wxMSW nen´ı program wx-config. Avsˇak pro Windows existuje verze
take´, najdete ji na stra´nka´ch wxconfig.googlepages.com. Tento program mus´ı by´t opeˇt
spustitelny´ ze vsˇech mı´st z prˇ´ıkazove´ho rˇa´dku, a proto se jako nejlepsˇ´ı rˇesˇen´ı jev´ı zkop´ırova´n´ı
programu do slozˇky bin v prˇekladacˇi MinGW.
Pod operacˇn´ım syste´mem Windows je nutne´ vytvorˇit dveˇ syste´move´ promeˇnne´, ktere´
vyuzˇ´ıva´ wx-config— WXWIN a WXCFG. WXWIN urcˇuje u´plnou cestu, v n´ızˇ je knihovna
wxWidgets nainstalova´na. WXCFG urcˇuje zp˚usob, jaky´m byly wxWidgets prˇelozˇeny. Jedna´
se v podstateˇ o slozˇku, z n´ızˇ budou nacˇ´ıta´ny knihovny. V nasˇem prˇ´ıpadeˇ by se meˇlo jednat
o slozˇku gcc_lib\mswu, ktera´ by meˇla by´t umı´steˇna i ve slozˇce lib v korˇenove´ slozˇce
wxWidgets.
Posledn´ım krokem je opeˇt nastaven´ı prˇekladu projektu v souboru src/config.cfg v ko-
rˇenove´ slozˇce projektu, v neˇmzˇ je trˇeba upravit promeˇnnou DEBUG (pokud byl prˇeklad
v Release verzi, pak nastavte hodnotu 0, jinak 1) a promeˇnnou WX, do n´ızˇ uved’te prˇ´ıkaz,
ktery´m se spousˇt´ı wx-config zjiˇst’uj´ıc´ı u´daje pro prˇeklad wxWidgets ve verzi 2.8. Obsahem
te´to promeˇnne´ bude nejsp´ıˇse wx-config.
Prˇeklad projektu se prova´d´ı vola´n´ım prˇ´ıkazu make win v korˇenove´ slozˇce projektu.
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Kapitola 6
Shrnut´ı pra´ce
V te´to kapitole jsou diskutova´ny vy´hody a nevy´hody aplikace a jej´ı dalˇs´ı mozˇna´ rozsˇ´ıˇren´ı.
6.1 Vy´hody
Mezi hlavn´ı vy´hody patrˇ´ı jednoduchost prˇi vytva´rˇen´ı konecˇny´ch automat˚u. Dalˇs´ımi vy´ho-
dami pak mu˚zˇe by´t snadna´ konverze konecˇny´ch automat˚u na specia´ln´ı typy, ktera´ se snazˇ´ı
by´t take´ na´zorna´, cozˇ rozhodneˇ prˇisp´ıva´ k rychlejˇs´ımu a snadneˇjˇs´ımu pochopen´ı teorie
prˇevod˚u konecˇny´ch automat˚u. Jednoduche´ oveˇrˇova´n´ı spra´vne´ funkce konecˇne´ho automatu
pomoc´ı ilustrace cˇinnosti urcˇiteˇ take´ najde dobre´ vyuzˇit´ı, stejneˇ jako export do jazyka C.
6.2 Nevy´hody
Odp˚urc˚um graficke´ho rozhran´ı mu˚zˇe chybeˇt podpora ovla´da´n´ı z prˇ´ıkazove´ho rˇa´dku (ter-
mina´lu). Program by zajiste´ nasˇel uplatneˇn´ı v situac´ıch, kdy by fungoval jako na´stroj pro
pra´ci s konecˇny´mi automaty bez graficke´ho rozhran´ı. Pouze by na vstupu ocˇeka´val konecˇny´
automat, nad n´ımzˇ by provedl jistou operaci, a na vstup by ulozˇil jej´ı vy´sledek. Naprˇ´ıklad
u prˇevod˚u by byl na vstupu soubor s konecˇny´m automatem a vy´sledkem by byl prˇevedeny´
konecˇny´ automat. Nebo u simulace by konecˇne´ho automatu by bylo vy´sledkem, jestli dany´
rˇeteˇzec je nebo nen´ı soucˇa´st´ı jazyka prˇij´ımane´ho konecˇny´m automatem. Za teˇchto okolnost´ı
by mohl by´t i zjednodusˇen forma´t soubor˚u konecˇny´ch automat˚u, nebylo by trˇeba informac´ı
o graficke´m rozlozˇen´ı. U´kolem vsˇak bylo vytvorˇit graficke´ rozhran´ı, cozˇ bylo splneˇno.
6.3 Mozˇna´ rozsˇ´ıˇren´ı a dodeˇla´vky
Kazˇde´ho by jisteˇ napadlo neˇjake´ rozsˇ´ıˇren´ı, prˇ´ıpadneˇ vylepsˇen´ı urcˇite´ funkce aplikace. Apli-
kace sama vola´ po opraven´ı automaticke´ho rozmı´steˇn´ı stav˚u a pravidel prˇi konverzi z ma-
tematicke´ho na graficky´ model konecˇne´ho automatu. Da´le by mohl by´t vylepsˇen syste´m
popisova´n´ı prˇevod˚u konecˇny´ch automat˚u tak, zˇe by byl rovnou vykreslova´n vy´sledny´ ko-
necˇny´ automat. Ve spojen´ı s vylepsˇeny´m automaticky´m rozmı´st’ova´n´ım by byly prˇevody
jisteˇ v´ıce na´zorneˇjˇs´ı.
Novy´mi funkcemi by pak mohla by´t na´vaznost s regula´rn´ımi vy´razy jako dalˇs´ı teoretic-
kou oblast regula´rn´ıch jazyk˚u, naprˇ. vytva´rˇen´ı konecˇne´ho automatu z regula´rn´ıho vy´razu
nebo prˇevod konecˇne´ho automatu na regula´rn´ı vy´raz.
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Kapitola 7
Za´veˇr
C´ılem te´to pra´ce bylo popsat vy´znamne´ celky vytvorˇene´ho demonstracˇn´ıho programu kon-
verz´ı konecˇny´ch automat˚u.
V prvn´ı kapitole byly popsa´ny zp˚usoby implementace konecˇne´ho automatu a jeho dva
modely, ktere´ aplikace pouzˇ´ıva´.
Druha´ kapitola pojedna´vala o jednotlivy´ch specia´ln´ıch typech konecˇny´ch automat˚u a im-
plementac´ıch algoritmu˚ pro dosazˇen´ı teˇchto typ˚u.
Trˇet´ı kapitola se zaby´vala ilustrac´ı cˇinnosti konecˇny´ch automat˚u a popsala dva mo´dy
ilustrace, ktere´ aplikace implementuje.
Dalˇs´ı vy´znamnou cˇa´st´ı aplikace je export do obra´zku a do zdrojove´ho ko´du v jazyce C,
ktery´ po prˇelozˇen´ı simuluje cˇinnost konecˇne´ho automatu. Tato cˇa´st je popsa´na ve cˇtvrte´
kapitole.
Pa´ta´ kapitola se veˇnovala neˇkolika bod˚um aplikace, ktere´ by nevydaly na celou kapitolu,
prˇesto vsˇak bylo d˚ulezˇite´ je zmı´nit. Tato kapitola obsahovala popis souboru pro konecˇne´
automaty, trˇ´ıdy pro podporu v´ıcejazycˇnosti, mysˇlenky automaticke´ho rozmı´steˇn´ı a jej´ı za´-
kladn´ı implementaci, syste´m prˇ´ıkaz˚u graficke´ho modelu konecˇne´ho automatu a na´vod pro
prˇeklad projektu.
V sˇeste´ kapitole pak byly diskutova´ny prˇednosti a nedostatky prakticke´ cˇa´sti projektu
a jeho dalˇs´ı mozˇny´ vy´voj.
Soucˇa´st´ı neˇktery´ch kapitol byla i teorie, kterou bylo d˚ulezˇite´ uve´st kv˚uli prˇesne´mu vy-
ja´drˇen´ı dane´ho proble´mu.
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