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El siguiente articulo muestra el trabajo realizado para mejorar una incubadora artificial 
realizada en un proyecto anterior. Los parámetros para mejorar la incubadora fueron: el 
diseño de un controlador PID para temperatura con un relé de estado sólido como actuador, 
la automatización del giro del huevo con un servo para controlar la posición y velocidad de 
giro del eje controlado por un reloj de tiempo real (RTC), se cambió la manguera del 
humidificador para obtener una mayor estabilidad en el punto establecido, y se coloca un 
nuevo sensor de temperatura y humedad para monitorear esos parámetros con mayor 
precisión.    
 






This paper shows the work realized to improve an artificial incubator which was made in a 
previous project. The areas that were improved in this project were: the temperature 
controller with a PID design in Arduino and a SSR (Solid State Relay). The automatization of 
the turning of the egg, using a servo motor to control the position and the velocity of the turn, 
and a RTC (Real Time Clock). The hose of the humidifier was replaced to have more stability 
at the set-point of the humidity controller. And finally, new humidity and temperature sensor 
were installed in the equipment for monitoring those parameters with more accuracy.    
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Abstract--- This paper shows the work realized to 
improve an artificial incubator which was made in a previous 
project. The areas that were improved in this project were: 
the temperature controller with a PID design in Arduino and 
a SSR (Solid State Relay). The automatization of the turning 
of the egg, using a servo motor to control the position and the 
velocity of the turn, and a RTC (Real Time Clock). The hose 
of the humidifier was replaced to have more stability at the 
set-point of the humidity controller. And finally, new 
humidity and temperature sensors were installed in the 
equipment for monitoring those parameters with more 
accuracy.      
  




The Andes are home of the Andean Condor (Vultur 
Gryphus). Nowadays in Ecuador, there are less than fifty 
specimens living in the wild and less than ten breeding 
pairs in captivity. The Andean Condor can lay up to two 
eggs per year, if the first egg has been taken away or 
damage. The goal of having an artificial incubator, is to be 
able to have two broods with the same breeding pair 
instead of just one [2]. 
 
The initial version of the design and construction of 
the artificial incubator was first made by Danny Xavier 
Ron Castro, a former student of Universidad San Francisco 
de Quito, The objective of this project is to repair and 
improve some of the parameters that did not work properly 
in the previous version of the incubator. 
  
The first thing that was improved is the temperature 
controller by using a PID and a thermal resistance with 
more power. The previous temperature controller kept the 
temperature under the set point, and had a slow disturbance 
response. Then a servo motor was added and controlled by 
a clock for turning the egg in a specific time. The servo 
control helps the egg to have a smooth turn, since the speed 
and torque can be controlled. Another thing that was 
improved was the humidity controller. However, this was 
a mechanical improvement since the electrical part was 
working properly. Finally, the last thing was to replace the 
humidity and temperature sensor to monitor the incubator 




II. IMPROVEMENTS AND REPARATIONS FOR THE 
ARTIFICIAL INCUBATOR  
This project is a continuation of a previous project, 
that consisted in the design and construction of an artificial 
incubator with a mechanical emphasis. The improvements 
made in this project are more related to the electrical part, 
such as, a PID to control temperature. Also, the turning 
control of a servo with an RTC incorporated. A 
temperature and humidity controller display in a LCD. 
Finally, a mechanical reparation to fix the humidity 
problem was also implemented.   
 
A. PID temperature controller 
To obtain the input signal for the PID controller, a 
LM35 temperature sensor was used. The LM35 is a 
precision integrated-circuit temperature sensor with an 
linear output voltage proportional to the Centigrade 
temperature. The sensor sensitivity is 10 
𝑚𝑉
°𝐶
 . It has 0.5 °𝐶 
ensured accuracy, its full range goes from 
−55°𝐶 𝑡𝑜 150°𝐶, and it can operate from 4V to 30V [5]. 
For further explanation of the LM35 it is recommended to 
use its datasheet. Since it is necessary to have a very 
accurate reading of the temperature, the LM35 was placed 
right behind the egg.  
 
The actuator implemented for temperature control is a 
thermal resistance which has approximately 700 W at full 
power. Since the actuator uses AC, a Solid-State Relay 
(SSR) was required. The SSR is the equivalent of an 
Electro-Mechanical Relay (EMR) without moving parts, 
and with a faster electrical response. It allows to control 
AC circuits with DC components since provide complete 
electrical isolation. The SSR used has an input that 
operates from 4V to 32V DC and an output from 110V to 







Fig. 1.  Schematic of the temperature controller. 
 
 
The PID controls a Pulse Width Modulation 
(PWM) output of Arduino that is connected to de SSR 
input, and the output of the SSR goes to the thermal 
resistance as shown in Fig. 1. The Duty Cycle of the PWM 
has a scale of 0 to 255, where 0 is the 0%, and 255 is the 
100% of the Duty Cycle. The S1 in Fig. 1 represents the 
SSR used to control the thermal resistance.  
The temperature controller was made using the 
“PID.h” library of Arduino which uses the basic equation: 
 
𝑂𝑝𝑠 = 𝐾𝑃𝑒(𝑡) + 𝐾𝐼 ∫ 𝑒(𝑡)𝑑𝑡 + 𝐾𝐷
𝑑𝑒(𝑡)
𝑑𝑡
       (1) 
 
Where 𝑂𝑝𝑠 is the Output signal, 𝑒(𝑡) is the error 
signal defined as follow: 
 
𝑒(𝑡) = 𝑆𝑒𝑡𝑝𝑜𝑖𝑛𝑡 − 𝐼𝑛𝑝𝑢𝑡             (2) 
 
KP is the proportional constant, KI is the integral 
constant, and KD is the derivative constant. 
This equation can be represented in a block 
diagram for a better explanation. 
 
 
Fig. 2.  Block diagram of a PID controller [3]. 
 
The PID block in Fig. 2 uses the LaPlace 
transformation to make calculations simpler. Also, KI and 




, 𝑎𝑛𝑑 𝐾𝐷 = 𝐾𝑃𝑇𝐷 
 
The integral and derivative constants are 
dependent of the proportional constant. It means that for 
the two parameters, what is changing are the integral time 
TI, and the derivative time TD.  
To get the data for the close-loop transfer function 
without a PID controller, the values of the parameters 
were:  
𝐾𝑃 = 1, 𝐾𝐼 = 0, 𝑎𝑛𝑑 𝐾𝐷 = 0 
 
This means 𝑇𝐼 → ∞ (or a large number, since the 
infinite can not be represented), and TD = 0. The Arduino 
library has its algorithm to make this possible, so in the 
program it was changed the KI and KD values only. The 
reason these values were taken, was to have equation (1) 
simplified as follow:   
 
𝑂𝑝𝑠 = 𝑒(𝑡) = 𝑆𝑒𝑡𝑝𝑜𝑖𝑛𝑡 − 𝐼𝑛𝑝𝑢𝑡      (3) 
 
 
Fig. 3.  Block diagram of a Plant. 
 
 Fig. 10 in section III shows the behavior of the 
plant with the constants written above. 
The temperature got stable under the set-point for 
1℃ aproximetaly. To improve the response, first was 
needed to increase the KP to a value where it is close to the 
set point, but does not surpasses the set-point at any 
moment.   
 The main condition of the controller was to do 
not have an overshoot bigger than 0.5%. However, the 
response time was not necessary fast. Using a try and error 
experiment, the proportional constant was changed slightly 
until the response got stable between 0.3℃ under the set 
point. The new value of KP was therefore: 
 
𝐾𝑃 = 1.7 
 
This simulates a P-Controller that has 0.3℃ of 
offset. Once the new proportional constant was added, the 
next parameter to change was the integral constant. The 
integral action allows a PI controller to eliminate the offset, 
which cannot be done with a P controller only [4]. KI was 
changed until the response gets stable at the set point. 
Therefore, the new value of the integral constant was: 
  
𝐾𝐼 = 0.005 
 
This new constant made the response to oscillate 
between ±0.2℃ around the set-point. Since the control 
parameter is temperature, the response is already very 
slow, in other words a derivative constant was not required 
for this controller [4]. The final response is shown in 
section III in Fig. 11. 
The code in Arduino for the PID controller is 
shown below: 
 
   
 
 





Fig. 4 shows the definitions of the PID controller. 
Before the definitions, the “PID.h” library must be added. 
The pin output 13 of the Arduino sends the signal to the 
SSR to control the thermal resistance. The A0 input of 
Arduino receives the signal from the LM35. Some 
variables must be defined for further use in the void loop, 
such as, “miliVolts”, and “temperatura” which are used for 
the LM35 to read the temperature. The remaining variables 
are required for the PID library. Kp, Ki, and Kd are the 
control of the PID. For the PID to work continuously, the 
set mode must be put in automatic, if not, the output must 
be controlled manually. 
 
Fig. 5.  Algorithm for the PID controller. 
 
The LM35 sends the signal in millivolts, so in order to 
read in Celcius, a transformation has to be done as shown 
in Fig. 5. The last two lines are used for an emergency stop 
to do not overpass the 40℃ because it could kill the 
embryo, and if the error signal shoots a bigger temperature, 
it could also damage the sensors.   
  
  
B. Temperature and humidity monitor 
To monitor the temperature and humidity of the 
incubator, the DHT22 sensor was required. The DHT22 is 
an Arduino sensor module that measures humidity and 




DHT22 CHARACTERISTICS [1] 
Model AM2302 or DHT22 







From -40 to 80 °C 





For the same reason of the LM35, the DHT22 was 
placed very close to the egg. 
Since the DHT22 is an Arduino module, the code to 
make it run was simple. The “DHT.h” library of Arduino. 
was used, then the only thing left to do was to initialize the 
temperature and humidity variable. 
 
 
Fig. 6.  Algorithm of the DHT22 monitor and LCD program. 
 
To show the parameters explained above, a LCD 
(Liquid Crystal Display) of 16x2 was used, it was 
programed to show temperature, humidity, and time.   
 
 
C. Turning control of the egg 
In a natural incubation, the egg must be turned several 
times in one day to avoid the embryo to get stuck in the 
shell of the egg. 
The actuator to make the turn is a MG996R servo 
motor that has the characteristics shown in table II:  
 
TABLE II 
MG996R CHARACTERISTICS [6] 
 Min Max 






4.8 [V] 6 [V] 
Running 
Current 
500 [mA] 900 [mA] 
 
To make the time control, the RTC I2C DS1307 was 
used. It is a Real-Time Clock (RTC) device, which is also 
an Arduino module. The library used for the RTC was the 
“RTClib.h”. With this library, it is possible to decide which 
values are to be show. In this case, the hours, minutes, and 
seconds were required. This clock can provide the exact 
time of the computer in which the program was load, and 
stores the data with a clock battery to keep running [3]. The 
time is shown in the LCD as explained previously. 
Since the servo consumes from 500mA to 900mA [6]. 
The safest way to make a connection is with an external 
power source, if the Arduino is used as source, it could 
cause misread values and even damage some of the 
components of the Arduino.  
The egg of a Vultur Gryphus must be turn every eight 
hours. However, this parameter can be switched by the user 
depending on the type of bird egg.  








Fig. 7.  Variable definition for the RTC program and servo program. 
 
For the RTC program, the first thing to do is to define 
parameters that helped to control the position of the servo. 
Also, it was needed to define the function for the library. 
For the servo, the position had to be in 0° when the 
program starts running. Moreover, as in the RTC, the 
function for the library had to be defined. 
 
 
Fig. 8.  Initialization of variables and pins for the RTC and servo. 
 
To get the date from the computer, the “RTC.adjust” 
command was used. After the first time running the 
program, this line must be commented so the module of the 
RTC can run the time automatically, and show the exact 
time even after the system has been turned off. For the 
servo, the program must know where is sending the data, 
in this case the output is pin 9.  
 
 
Fig. 9.  Algorithm to run a servo controlled by a Real-Time Clock. 
 
The “contadorhora” variable is a counter that is adding 
1 unit every time an hour had passed, when the counter 
reaches 8 (eight hours), the program passes to the if-loop, 
and depending of the case in the switch-loop, the servo will 
be in either 0° or 180°. The velocity can be controled 
thanks to the VarServoSpeed library, in which the velocity 
has a scale of 0 to 100, where 0 is minimum speed and 100 
is the maximum speed of the servo. 
 
 
D. Humidity problem fixed 
The humidity controller uses the WH8040. It uses the 
HM40 humidity sensor. It also operates at 110V-220V, and 
uses an external humidifier [2].  
As explained in the introduction, this is a continuity of 
a previous project. One of the problems that had to be 
fixed, was to maintain the humidity stable. However, this 
was a mechanical reparation since the humidity controller 
was working properly. The work in this part, was to switch 
the hose for one with a bigger diameter. The diameter of 
previous hose was about 1cm wide, and for the new one is 
about 2cm wide. With the new implementation, the 




Fig. 10.  On the left is placed the new hose of 2cm wide and on the right, 
is placed the old hose of 1cm wide. 
 
The WH8040 can be set to any value of humidity, so 
it is useful for other types of bird or animal eggs. However, 
for a Vultur Gryphus egg, the relative humidity must be set 




A. PID temperature controller. 
 
The next graph is showing the response of the plant 
when the proportional constant is 1, and the integral and 
derivative constant is 0. 
  
 





The response reaches a value of temperature under the 
set-point with small oscillations between 34 𝑡𝑜 35℃ . The 
value of the set-point for this case is 36.5℃. It means that 
still has an offset. This offset can be eliminated with the 
integral action.  
 
Fig. 12.  Temperature vs time graph of a PI-controller. 
 
The set-point for the response in fig. 12 is 37.5℃. 
With the new KI of 0.005, the response oscillates in around 
that value. Also, the door of the incubator was open to see 
the behavior of the plant. The temperature decreases fast 
with the door open. However, the main problem was to not 
exceed the set point. Finally, the oscillations do not affect 
the incubation because the maximum value remains for a 
small period. 
 




Fig. 13.  Humidifier with the new hose. 
 
Fig. 13 shows the final state of the humidifier which 
stabilizes the humidity in any range set, even at high 
temperatures. 
 
C. Turning control of the egg. 
 
The system to turn the egg is a pivot with a metal basket in 
the center to place the egg. Fig. 14 shows an exact replica 
of a Vultur Gryphus egg. Since the basket is bigger than 
the egg, it must be attach. For an Andean Condor egg, the 
pivot must turn 180° every 8 hours [2]. 
 
 





For the PID temperature controller, all kind of 
disturbances had to be analyzed to put the right values on 
the proportional and integral constants. The humidity is 
produced by high frequency vibrations in a tank filled with 
water, when the steam enters into the incubator, the 
temperature decreases and the PID must increase the heat. 
Therefore, before putting the constants, the humidity 
controller needs to stabilize. Also, the egg must be 
removed from the incubator to be tested, once the door is 
open and close moments later, it cannot have an overshoot 
that could kill the embryo. 
The try and error method for a PID controller can be 
used when there is not a transfer function that describes the 
plant. Although, it can give good results, is recommended 
to get the transfer function to find the constants with more 
precise design methods such as the Zeigler-Nichols 
method. Also, with the transfer function, simulations can 
be done, to prevent the error to expand to the infinite 
putting in risk the egg and the devices inside the incubator. 
However, an emergency stop program is always needed for 
situations when the control is not working properly. 
The LM35 is a good sensor to make a PID controller 
because it has an analogical output therefore, the response 
is given in real time and the only limit is the micro-
controller that is programed. However, this sensor has 
±0.5℃ of error, and to have a more accurate response, it 
is recommended to use another type of sensor. This is most 
likely to rise the prices of the project, but it could be safer 
for the embryo.    
A servo can consume more current than the Arduino 
can give. This could cause the Arduino to send wrong 
signals to other outputs used at the same time. Also, this 
excessive current could be dangerous for a computer if is 
powering the Arduino, since a computer usually takes no 
more than 0.5 A. To avoid this problem, it is recommended 




that the grounds of the Arduino and the source are 
connected. The power source in this case, had to provide at 
least 1 A. However, some servos consume more current. 
   The DHT22 has the same accuracy of the LM35. 
However, since it sends a digital signal, it takes more time 
for processing; therefore, it was not use for the PID 
controller. 
The humidity factor is not critical in the incubation, 
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