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Zusammenfassung
Es sei Mp,q die Menge aller 0/1-Matrizen mit p Zeilen und q Spalten. La¨sst man
eine Permutationsgruppe auf den Spalten der Elemente von Mp,q operieren, dann
zerfa¨lltMp,q in eine Menge von Orbits. Die lexikografisch maximalen Repra¨sentan-
ten all dieser Orbits bilden die Ecken der Polytope, die in dieser Doktorarbeit unter-
sucht werden, der so genannten Orbitope. Spezifiziert man die Anzahl der 1-Eintra¨ge
in jeder Zeile, dann lassen sich Packungs- (Zeilensumme6 1), Partitionierungs- (Zei-
lensumme = 1), U¨berdeckungs- (Zeilensumme > 1) und volle Orbitope (beliebige
Zeilensumme) unterscheiden. Ein Hauptaugenmerk dieser Doktorarbeit liegt auf der
Untersuchung von Orbitopen u¨ber der vollen symmetrischen Gruppe, insbesondere
im Hinblick auf deren lineare Beschreibungen.
Wir zeigen, dass es mo¨glich ist, u¨ber vollen Orbitopen u¨ber der vollen symmetri-
schen Gruppe in polynomieller Zeit zu optimieren, wa¨hrend die Optimierung u¨ber
den anderen Orbitopen im Allgemeinen NP-schwer ist. Um Polytope linear zu be-
schreiben, entwickeln wir Methoden in Zusammenhang mit der Projektion erweiter-
ter Beschreibungen, etwa das faithful sectioning oder branched polyhedral systems.
Wir erhalten fu¨r einen Spezialfall der vollen Orbitope, den Orbisack, vollsta¨ndige
lineare Beschreibungen. Wie gezeigt werden wird, sind die entwickelten Werkzeuge
nicht nur auf die Verwendung mit Orbitopen beschra¨nkt, sondern von allgemeinerem
Interesse, etwa im Zusammenhang mit Stabile-Mengen-Polytopen.
Abstract
Let Mp,q the set of all 0/1-matrices with p rows and q columns. If you let a
permutation group operate on the columns of the elements of Mp,q, then Mp,q
can be partitioned by a set of orbits. The lexicographic maximal representatives
of all these orbits are the vertices of the polytopes covered in this thesis, the so
called orbitopes. Specifying the number of 1s in each row, one distinguishes packing
(rowsum 6 1), partitioning (rowsum = 1), covering (rowsum > 1) and full orbitopes
(arbitrary rowsum). One main interest of this thesis is to study orbitopes over the
full symmetric group, particularly with regard to their linear descriptions.
We show that it is possible to optimize over full orbitopes over the full symmetric
group in polynomial time, while optimization over the other orbitopes is in gen-
eral NP-hard. To linearly describe polytopes, we develop methods in connection
with the projection of extended formulations, for instance the faithful sectioning or
branched polyhedral systems. For a special case of a full orbitope, the orbisack, we
obtain complete linear descriptions. As will be shown, the tools are not restricted to
be used with orbitopes only. Instead, they are of more general interest, for instance
in connection with stable set polytopes.
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Chapter 1
Introduction
1.1 Outline
Solving a combinatorial optimization problem basically means choosing an optimal
subset from a given ground set of elements, on condition that the subset satisfies
certain properties. Often, one describes the choice of elements by binary variables
indicating whether or not an element has been chosen, that is: any feasible solution
is encoded by a 0/1-vector in a space of appropriate dimension. A set of linear
constraints can then describe the feasible domain. In many cases, one finds that
after assigning weights to the elements a solution is optimal if and only if the total
sum of weights of chosen elements is maximal or minimal. In these cases, one is able
to express the combinatorial problem as an integer program (IP). In lucky cases,
one can even formulate it as a linear program (LP).
Probably the most prominent example of a combinatorial problem with LP-
formulation is the problem of weighted perfect matching. For a given graph G =
(V , E) with weights on the edges, a matching is a subset of pairwise disjunct edges in
E . If the matching has cardinality |V|2 , it is called perfect. Its weight is the total sum
of the weights of the edges in the matching. Jack Edmonds ([31]) showed almost
half a century ago that a vector x ∈ RE is the incidence vector of a perfect matching
if and only if it is an extreme point of the domain described by the following set of
inequalities
xe > 0 ∀ e ∈ E∑
e∈δ(v) xe = 1 ∀ v ∈ V∑
e∈δ(U) xe > 1 ∀ U ⊆ V odd,
(1.1)
where δ(v) denotes the set of edges incident with node v. So, a formerly combi-
natorial problem of finding a perfect matching of maximum edge weight has been
turned into a linear problem and can be solved with standard tools like the simplex
algorithm, the ellipsoid method or interior point methods. Using an appropriate
separation algorithm, one can therefore solve the problem in polynomial time (de-
spite the fact that the number of inequalities is growing exponentially with the
number of edges). On the other hand, the inequalities from above can be ob-
tained from Edmonds’ combinatorial algorithm for the weighted matching problem
(see [107], 26.3b; for more information about polyhedral techniques in combinato-
rial optimization, see for instance Aardal and Hoesel’s overview [1] and [2] for an
annotated bibliography).
Generally speaking, geometry, solving the problem algorithmically and gaining
structural (combinatorial) insights to the problem go often hand in hand.
It is not unusual for these (IP or LP-)formulation of combinatorial problems to
bear symmetries. That means: in every solution, one can perform certain permuta-
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tions of the components of every solution without changing the objective value and
feasibility. In 2005, Volker Kaibel and Marc Pfetsch focused on the shape of con-
straints that break certain classes of symmetry, and how knowledge about it could
be exploited when solving symmetric problems. At first, they considered packing
and partitioning problems, where objects are assigned to at most or exactly one
from a set of properties, respectively, on the assumption that certain permutations
of properties also yield a feasible solution. The standard example is the problem
of coloring a graph G = (V , E) with as few colors as possible taken from a set C of
colors. The default IP-model uses binary variables xv,c telling whether node v has
been colored with color c, as well as binary variables yc telling whether color c has
been used at all:
minimize
∑
c∈C
yc such that∑
c∈C
xv,c = 1 ∀v ∈ V
xv,c + xw,c 6 yc ∀{v, w} ∈ E and c ∈ C
x ∈ {0, 1}V×C
y ∈ {0, 1}C
Clearly, relabeling the colors does not change the structure of the solution. Hence,
the space of feasible solutions is larger than necessary, which can in particular be-
come interesting when using branching algorithms. To refine the search by breaking
the symmetry, one could consider only solutions (x,y) where x has lexicographically
ordered columns. (Note that vector x has the form of a matrix.)
This immediately raises some questions: which inequalities have to be added to
the inequality system above to break this class of symmetry? Can we gain structural
insights in symmetry breaking from these inequalities, and can this knowledge be
exploited, for example for improving branch and bound algorithms?
Kaibel and Pfetsch called the polytopes defined by the symmetry-breaking in-
equalities“orbitopes”, since the respective inequalities select one representative from
each orbit arising from the operation of the permutations on the variables the prob-
lem is described in.
They obtained non-redundant linear descriptions of packing and partitioning or-
bitopes (that is: orbitopes connected with assignment problems of the packing and
partitioning type) with the full symmetric group and the cyclic group operating
on the columns of the solutions ([65]). Their study of packing and partitioning
orbitopes also led to ways to fix variables in branch and bound algorithms in order
to break these symmetries in the solutions ([64]). The question remained whether
other orbitopes can be linearly described, in particular the convex hull of all 0/1-
matrices with lexicographically ordered columns (the so-called “full orbitope over
the full symmetric group”). This case is particularly interesting since the group is
large and has a more complex structure than for instance the cyclic group.
This thesis investigates the possibilities for linear descriptions of certain classes
of orbitopes. For a special case of the full orbitope, the orbisack, the complete
non-redundant linear description is derived.
The tools used for these purposes are presented in a general overview in chapter 2.
They are not customized to orbisacks, although they fit well with them. Therefore,
we develop in section 2.4 the linear descriptions of a number of other polytopes with
the method of faithful sectioning, in particular clique polytopes for bounded clique
size and path set polytopes on acyclic digraphs. This work arose in collaboration
with Volker Kaibel and Matthias Peinhardt.
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In chapter 3, we define orbitopes in detail and show that for many classes of
orbitopes, (the decision problem associated with) optimization over orbitopes is in
fact NP-complete. This is in general true for k-packing, k-partitioning, and k-
covering orbitopes over the full symmetric group (which are the convex hulls of
0/1-matrices with columns in lexicographic order and less than, exactly, or more
than k 1-entries in each row, respectively, where k > 1).
In contrast to this, we show that it is possible to optimize in polynomial time over
full orbitopes over the full symmetric group. We develop a dynamic programming
algorithm for linear optimization overOp,q running in time O(pq3). Figure 3.2 shows
an overview over complexity of optimization and linear descriptions for orbitopes
over the full symmetric group. Note that the parts of the work concerning NP-
completeness of optimization over orbitopes also emerged from joint work with
Volker Kaibel and Matthias Peinhardt.
The algorithm for optimization over full orbitopes is interesting not because of
any potential practical applications, but in connection with the search for “nice”
linear descriptions. This does not concern the number of facets: Gro¨tschel, Lova´sz
and Schrijver showed ([52]) that a linear problem can be solved in polynomial time,
provided there is an appropriate separation oracle. This implies that even for poly-
nomial problems, the number of facets can definitely grow exponentially with the
problem size — the perfect matching problem from above is an example for this.
Instead, the question is if one can say in polynomial time that a given inequal-
ity is part of the complete linear description of the feasible domain. Karp and
Papadimitriou ([67]) were putting this question and the complexity of optimization
in the following relation (see also [107] for an outline of their results): Let Π a com-
binatorial problem with linear objective, and let each instance σ ∈ Π be formulated
as an IP over a polyhedron Pσ ∈ Rmσ . Then, the decision problem
Given σ ∈ Π, c ∈ Qmσ , and k ∈ Q, is there an x ∈ Pσ with 〈c,x〉 > k?
is in co-NP if and only if for each σ, a description Iσ of Pσ exists such that problem
Given σ ∈ Π, c ∈ Qmσ , and ` ∈ Q, does inequality 〈c,x〉 6 ` belong to Iσ?
belongs to NP . This implies that if the (decision problem associated with the)
combinatorial problem is NP-complete and NP 6= co-NP , then it is an NP-
complete problem to decide whether an inequality belongs to the linear description
of the feasible domain of the problem. Roughly speaking, a “nice” linear description
can be expected only for polytopes over which one can optimize in polynomial time.
Hence, there is hope for a “nice” linear description of full orbitopes over the full
symmetric group, although computer experiments indicate that for these orbitopes,
the linear descriptions seem to be much more complicated than for packing and
partitioning orbitopes. A complete linear description for the full orbitope Op,q
exists so far only in case that the vertices have two columns, i.e. q = 2.
This special case is the so-called orbisack. In chapter 4, we present three different
ways to obtain linear descriptions of these orbitopes. The motivation was to find a
proof that could be inductively or in other ways extended to orbitopes with more
than two columns. However, this hope has not been fulfilled. Any of the three
proofs has its idiosyncrasies that prohibit to extend the proof to full orbitopes in
general.
x The combinatorial proof relies on the fact that for q = 2, the coefficients of
facet inducing inequalities follow a certain sign pattern. This is not true for
q > 2 anymore, since our experiments show that for q > 2, there exist different
facets with the same sign pattern.
x The proof by faithful sectioning relies on the fact that each vertex of an or-
bisack has either only rows (1, 1) or (0, 0), or it has a unique row (1, 0) that
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“ensures”that the columns of the vertex are in lexicographic order. This fact –
leading to the notion of “critical row”– enables us to find nice extended formu-
lations for the orbisack, which are the prerequisite for the method of faithful
sectioning. However, for q > 2, our search for extended formulations brought
only two formulations to light: one is derived from the dynamic programming
algorithm, and the other one is related to branched polyhedral systems (BPS).
Unfortunately, it is already in the case of orbisack unclear how to construct
the linear description directly from these extended formulations.
x The last proof is an application of work of Weismantel and Pochet concerning
the linear description of sequential knapsack polytopes ([117]). It relies on the
fact that Op,2 is a sequential knapsack polytope — however, Op,q is for q > 2
and p > 1 not even a knapsack anymore.
Note that only the first two proofs lead to a non-redundant description. We
conclude chapter 4 by studying the graph of the orbisack and characterizing the
adjacency structure. The hope was to show that the edge expansion of the orbisack
is bounded from below by 1. However, despite the fact that the graph has an
appealing structure, we did not succeed in proving this lower bound (which we
conjecture to be tight for orbisacks).
In chapter 5, we present the tool of branched polyhedral systems (BPS), which
can be used to obtain an extended formulation for orbitopes. Different from the
other extended formulations presented in the chapters before, it is an open question
how to use the extended formulation from BPS for obtaining a linear description of
orbitopes. Therefore, BPS is treated in a chapter of its own. It would be a bit out
of the scope of this thesis to fathom out all possibilities of this method. For more
information on BPS, we refer to [63], where the material from this chapter can also
be found.
1.2 Notation, Wording, Basic Definitions
The following section will fix notation for a range of objects from linear algebra,
graph theory and polyhedral theory that will be useful for our following work. Note
that the aim of the section is to clarify notation to prevent later ambiguities; it is
by no means a basic introduction to the respective fields of mathematics. For these
purposes, we refer the reader to common textbooks like [40], [75, 76] or [114, 115]
for linear algebra, [21] or [13] for graph theory, [71] for combinatorial optimization,
[106, 107], [94] or [113] for (combinatorial) linear programming and [120, 121, 53]
for polyhedral aspects, in particular for 0/1-polytopes.
1.2.1 General Notation
By N, we denote the set of natural numbers including 0. Z, Q, R denote the setImportant Sets
of integers, rational numbers and real numbers, respectively. The set of positive
integers N r {0} is denoted by N>. For some x ∈ R, we define bxc := max({j ∈
Z | j 6 x}) and dxe := min({j ∈ Z | j > x}). For some set S ⊆ R, we denote by
S+ the set {x ∈ S | x > 0} and by S− the set {x ∈ S | x 6 0}. The empty set is
denoted by ∅.
We denote by 2S the power set of set S, that is {T | T ⊆ S}. Any set F ⊆ 2S is
called a family.
For n ∈ N>, the (integral) range [n] is the subset of N> containing all naturalRanges
numbers from 1 through n. For n ∈ R r N>, we define [n] := ∅. Furthermore, we
write [n]0 := [n] ∪ {0} and for 1 6 i < n, i, n ∈ N>, we write [i..n] := [n] r [i− 1].
The cardinality of a range is called its length.
Note that the closed interval {x ∈ R | a 6 x 6 b} bounded by some real numbers
a, b ∈ R is written [a, b].
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object style examples
general sets and families (sets of sets) calligraphic, capital letter S
scalars normal, lower case x, λ
vectors, tupels bold, lower case x, `
matrices bold, capital letter A, M
graphs, digraphs and hypergraphs normal, capital letter D, G, H
nodes, edges, arcs and hyperarcs normal, lower case v, a
polyhedra, polytopes, faces, facets bold, capital letter P, F
Figure 1.1: Overview over the typesetting styles for the most frequently used mathematical
objects throughout the document.
The symmetric difference of two sets A and B is defined as (A r B) ∪ (B r A) Symmetric
Difference
and denoted by A∆B.
For two finite sets A and B, the Cartesian set product is defined as
A× B = {(a, b) | a ∈ A and b ∈ B}.
Notation “×” is also used for the direct product of groups and for the Cartesian Cartesian Set
Product
graph product (see below). Let I be a nonempty index set and let for each i ∈ I
set Si := S be a copy of some nonempty ground set S. Iterating the Cartesian set
product, we write then
SI :=×
i∈I
Si.
If I = [n], we will also write Sn instead of S [n].
The elements of SI are called vectors or tupels, that is, vector v = (vi)i∈I with Vectors
entries or components vi. If |I| = n, then the vector (tupel) is an n-vector (n-tupel).
The ground set S will usually be R, Q or {0, 1} for our purposes. If all components
of a vector are in Z, the vector is called integral. Note that for our purposes, the
index set of vectors will often be two dimensional, for instance I = [m]× [n].
A special vector that will frequently be used is the incidence vector or character- Incidence Vector
istic vector of a subset T ⊆ S of a set S; it is defined as the vector x[T ] ∈ {0, 1}S
of T with xi = 1 if and only if i ∈ T .
The scalar product of two vectors x,y ∈ RI , denoted by 〈., .〉, is defined as Scalar Product
〈x,y〉 :=
∑
i∈I
xiyi.
We sometimes have to change single components of some vector v ∈ RI and leave Modifying Vectors
the remaining components as they are. This will be referred to as a modification.
More precisely, we call v˜ ∈ RI a modification of v in component v˜` := s ∈ R, if
v˜i =
{
s, if i = `
vi, otherwise
∀i ∈ I.
Note that a modification in more than one component is also possible. Moreover,
it can happen that v = v˜.
For two vectors v,w ∈ RI , we write v > w if and only if vi > wi for all i ∈ I.
We also compare vectors lexicographically. For two vectors v,w ∈ RI with an Comparing Vectors
index set I ordered by “>“, we say that v is lexicographically larger than w, in
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short v  w, if and only if there is an index k ∈ I such that vk > wk and for all
i ∈ I with i < k, it holds that vi = wi.
Clearly, for two vectors v,w ∈ {0, 1}n, it holds that v  w, if and only if
n∑
i=1
2n−ivi >
n∑
i=1
2n−iwi.
While vectors are denoted by small bold letters, matrices are denoted by capitals.Matrices
In a matrix A ∈ R[m]×[n], the entry or component in row i and column j is denoted
by ai,j .
Let A ∈ RI×J be a matrix, and let I ′ ⊆ I and J ′ ⊆ J be subsets of index
sets I and J , respectively. Then AI′×J ′ denotes the submatrix that arises from
deleting all entries in A which do not have a row index in I ′ or a column index in
J ′. Moreover, we use “wild cards to describe columns and rows of matrices. That
is: the vector ai,∗ is the ith row of matrix A and analogously, a∗,j denotes its jth
column.
Note that we use the same notation for vectors with a two-dimensional index set.
Example: Let v ∈ R[5]×[5], then vector v∗,2 is the second column of vector v and
vector w := v[1..2]×[2..5] is the vector in R
[1..2]×[2..5] that arises from deleting rows 3
through 5 and the first column in v. Note that w∗,1 is not defined.
The matrix product of two matrices A ∈ R[m]×[n] and B ∈ R[n]×[p] is matrixMatrix Product
AB ∈ R[m]×[p] defined by entries
(AB)i,j := 〈ai,∗, b∗,j〉 ∀(i, j) ∈ [m]× [p]
Depending on the context, a vector v ∈ SI can be seen as a column vector (that
is, a I × 1-matrix) or as a row vector (a 1 × I-matrix). If not explicitly denoted,
we implicitly assume compatibility of sizes when using notation like
Ax 6 b or yA = c.
Sometimes, we explicitly denote byMᵀ the transpose of a matrixM ∈ RA×B, that
is:
A =Mᵀ if and only if aj,i = mi,j for all (i, j) ∈ A× B.
(Similarly, for vectors.)
We denote by 0[m]×[n] or 1[m]×[n] a [m] × [n]-matrix with only entries 0 or 1,
Special Matrices
and Vectors
respectively. The matrix A = I[m] ∈ {0, 1}[m]×[m] is the unit matrix with m rows
and m columns, i.e. the matrix with entries ai,j = 1 if and only if i = j. Similarly,
0[m] and 1[m] denote m-vectors with all entries 0 and 1, respectively, and e
k
[m] is the
kth unit vector in {0, 1}[m], that is a vector with an entry 1 in the kth component
and 0s, otherwise. If the context is clear, we drop the dimension in the index,
writing for instance 0 instead of 0[m]×[n].
The support of a vector x ∈ RI (and analogously for matrices) is defined asSupport
supp(x) := {i ∈ I | xi 6= 0}.
Moreover, we define
supp+(x) := {i ∈ I | xi > 0}.
and
supp−(x) := {i ∈ I | xi < 0}.
Mainly for estimating computational complexity, we need the size of numbers.Size of Numbers
and Vectors
The size of a rational number p
q
∈ Q with p, q ∈ Z co-prime is defined by
size
(p
q
)
:= 1 + dlog2(|p|+ 1)e+ dlog2(|q|+ 1)e,
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while the size of a n-tupel of rational numbers x ∈ Q[n] is defined by
size(x) := n+
n∑
i=1
size(xi),
and, analogously, the size of a rational m× n-matrix A ∈ Q[m]×[n] is defined by
size(A) := mn+
∑
(i,j)∈[m]×[n]
size(ai,j).
We denote by O the Landau (“big O”) notation to estimate the growth of a
Landau Notation
and Polynomial
Time Algorithmsfunction. For real valued functions f, g : R → R, it holds that f = O(g) if there is
a scalar λ ∈ R+ r {0} and an index x0 ∈ R such that
|f(x)| 6 λ|g(x)| ∀x ∈ R with x > x0.
Using this notation, we say that an algorithm for some problem P runs in time of
O(f(x)), if the worst case running time for an instance P of size x is of O(f(x)).
If not otherwise stated, we use the unit time model, i.e. we assume that multipli-
cations, divisions, additions and subtractions cost a constant unit of time. If f(x)
is a polynomial, we say that the algorithm has polynomial running time or is poly-
nomial. For more information concerning complexity theory, we refer the reader to
[46].
1.2.2 Notation related to Graphs and Hypergraphs
1.2.2.1 Common Graphs and Digraphs
An undirected graph is a pair G = (V , E), where V is some set and E is a family of Undirected Graph
unordered pairs of elements of V . The elements of V are called vertices or nodes of
the graph, the set E contains the edges of G. If not explicitly stated, we will assume
that there are no loops, i.e. v 6= w for each edge {v, w} ∈ E , and no parallel edges,
i.e. E does not contain two identical subsets. If we want to emphasize that V is the
set of vertices of graph G, we write VG. (Similarly for edges.)
We say that if edge e = {v, w} ∈ E , then vertices v and w are adjacent. If for
two distinct edges e, f , it holds that e∩ f = {v} 6= ∅, then we say that e and f are
incident with each other as well as with vertex v; otherwise, we say the edges are
disjoint.
A graph G′ = (V ′, E ′) is a subgraph of G if V ′ ⊆ V and E ′ ⊆ E . If E ′ is the set of (Induced)
Subgraph
all edges from E with both end nodes in V ′, then G′ is induced by V ′ and we write
G′ = G[V ′]. At the same time, G′ is induced by all edges in E ′ and G′ = G[E ′]. By
V [E ′], we denote the set of nodes V ′ ⊆ V that are incident with the edges in E ′, and
by E [V ′], we denote the edges with both ends in V ′ (which is E ′).
A graph is called complete, if E contains an edge {v, w} for each v, w ∈ V with Complete Graph
v 6= w. We denote by Kn the complete graph with n vertices.
A directed graph, digraph or network is a pair D = (V ,A) of a vertex set V and Directed Graph
a family A of ordered pairs of elements of V , called the arcs of the digraph. An
arc a = (v, w) leads from its start node or tail v to its end node or head w. The
reverse arc to (u, v) is (v, u). In arc (v, w), node w is called the successor of v, and,
conversely, node v is the predecessor of w.
Sometimes, we will write common graph or common digraph, respectively, to
Common
(Di)Graph
emphasize that we are not speaking of a directed hypergraph (see below).
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Let S ⊆ V . We denote bySuccessors and
Predecessors
succD(S) := {w ∈ V | ∃(v, w) ∈ A for some v ∈ S}
the set of successors in D and by
predD(S) := {w ∈ V | ∃(w, v) ∈ A for some v ∈ S}
the set of predecessors in D. If S contains one node v only, we also write succD(v)
or predD(v), respectively, and we drop index D if the context is clear.
Subdigraphs and induced subdigraphs are defined analogously as for undirected
graphs, by replacing edges by arcs. As for graphs, we assume that digraphs do notSubdigraph
contain parallel arcs or loops unless explicitly stated.
One can always obtain a digraph D from an undirected graph G by replacingCanonical Digraph
every edge {u, v} in E by two arcs, namely arc (u, v) and reverse arc (v, u). We will
call this digraph the canonical digraph of G.
Moreover, we call two graphs G = (V , E), G′ = (V ′, E ′) isomorphic, denoted byGraph Isomorphism
G ' G′, if there is a bijection pi : V → V ′ such that {pi(v), pi(w)} ∈ E ′ if and only
if {v, w} ∈ E . Similarly, digraphs D = (V ,A) and D′ = (V ′,A′) are isomorphic if
there is a bijection pi : V → V ′ such that (pi(v), pi(w)) ∈ A′ if and only if (v, w) ∈ A.
A (possibly empty) subset of nodes of a graph that induces a subgraph which isk-Clique
isomorphic to a complete graph Kk is called a k-clique.
The complement of a graph G = (V , E) is denoted by G = (V , E); for edge set E ,Complement
it holds that
{v, w} ∈ E if and only if {v, w} /∈ E .
The complement of a digraph is defined analogously.
A subset S of pairwise not adjacent nodes of some graph or digraph is stable or
Stable Set,
k-Partite Graph
independent. A graph or digraph is k-partite, if its vertex set can be partitioned
into k stable sets.
Let G = (V , E) be a graph. A sequence of edges P = (e1, . . . , en) is called aPaths, Cycles
(simple) s-t-path if
(i) ei = {vi, vi+1} for all i ∈ [n],
(ii) v1 = s and vn+1 = t, and
(iii) vi 6= vj for i 6= j.
If s = t (condition (iii) is not satisfied), then P is called a cycle. If additionally
all nodes in P are distinct, then P is called a simple cycle. We say that node v is
used by a path if v ∈
⋃n
i=1 ei. Directed s-t-paths and cycles are defined analogously
as for undirected graphs as a sequence of arcs (a1, . . . , an) with ai = (vi, vi+1) for
all i ∈ [n]. n is the length of the path or cycle. A cycle of length n is a n-cycle.
Note that P can also be the empty set, which means that for any node v, there is
a v-v-path.
A digraph that has no cycles is called acyclic. Sometimes, we write in short DAG
instead of “directed acyclic digraph”.
Two nodes u, v in an undirected graph are connected, if there is a u-v-path inConnected Graph
G. Connectedness defines an equivalence relation on the vertices: two nodes in the
graph are equivalent if they are connected. The equivalence classes are called the
connected components of the graph. A graph with one single connected component
is called connected.
For any undirected graph G = (V , E) and a subset S ⊆ V , we define:
Subsets of Nodes
and Edges/Arcs
x the neighborhood
NG(S) := {w ∈ V r S | ∃{w, v} ∈ E for some v ∈ S},
x the star
δG(S) := {e ∈ E | e = {v, w} with v ∈ S and w /∈ S}, and
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x the reach
rG(S) := {w ∈ V | ∃v-w-path in G for some v ∈ S}.
Analogously, we define for digraphs D = (V ,A):
x the in-neighborhood
NinD(S) := {w ∈ V r S | ∃(w, v) ∈ A for some v ∈ S},
x the out-neighborhood
NoutD (S):= {w ∈ V r S | ∃(v, w) ∈ A for some v ∈ S},
x the in-star
δinD(S) := {a ∈ A | a = (w, v) with w /∈ S and v ∈ S},
x the out-star
δoutD (S) := {a ∈ A | a = (w, v) with w ∈ S and v /∈ S},
x the the in-reach
rinD(S) := {w ∈ V | ∃w-v-path in D for some v ∈ S}, and
x the out-reach
routD (S) := {w ∈ V | ∃v-w-path in D for some v ∈ S}.
In-star, out-star and star are sometimes also referred to as in-cuts, out-cuts
and cuts, respectively. If the set S contains only one single element v, we write
.(v) instead of .({v}), for instance δinD(v) instead of δ
in
D({v}). Note that for sin-
gle nodes, in-neighborhood and the set of predecessors are identical, and similarly
out-neighborhood and set of successors.
For some digraph D = (V , E) and subsets S, T of the node set V , we denote by
S : T := {(v, w) ∈ A | v ∈ S and w ∈ T }
the set of arcs with tail in S and head in T . For undirected graphs, S : T is similarly
defined as the set of edges with one end in S and the other end in T . Note that in
directed graphs, S : (V r S) = δoutD (S) and (V r S) : S = δ
in
D(S), and analogously,
in an undirected graph G, S : (V r S) = δG(S).
In an undirected graph G, the degree of a node v is defined as deg(v) := |δG(v)|. Degree of a Node
Similarly, in a digraphD, the in-degree and out-degree of v are degin(v)D := |δinD(v)|
and degout(v)D := |δoutD (v)|, respectively.
For all subsets of nodes, edges and arcs defined so far, we will always drop indices
D and G, if it is clear which (di)graph is underlying.
A tree T = (V , E) is an undirected connected graph containing no cycles. An Trees,
Arborescences
arborescence is a directed graph D = (V ,A) arising from tree T by choosing an
arbitrary node r ∈ V as root and replacing each edge {v, w} ∈ E either by an arc
(v, w) or by an arc (w, v) such that there is a directed path from v to r for each
v ∈ V in D.
Let G and H be be two graphs. Then the Cartesian graph product G × H is Cartesian Graph
Product
defined as the graph with the following properties:
x the vertex set of G×H is the Cartesian set product VG × VH and
x any two vertices (u, u′) and (v, v′) are adjacent in G×H if and only if either
x u = v and u′ is adjacent with v′ in H , or
x u′ = v′ and u is adjacent with v in G.
We will also use flows and circulations . Let D = (V ,A) be some digraph. We Flows and
Circulations
assign to each arc a ∈ A a lower and an upper bound `a, ua ∈ R ∪ {−∞,+∞}
defining the capacity of a. A vector y ∈ RA with
ua 6 ya 6 `a ∀a ∈ A
is called a (feasible) flow on D. If it additionally holds that∑
a∈δin
D
(v)
ya =
∑
a∈δout
D
(v)
ya ∀v ∈ V ,
then the flow is called a circulation.
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1.2.2.2 Hypergraphs
Generalizing the definitions concerning graphs and digraphs, we will now proceed
with definitions of hypergraphs, hyperpaths, and related objects. Here, we follow
in many aspects Ausiello et al. [5], in particular in their definition of hyperpaths.
Let U 6= ∅ be some finite set of vertices. A hyperarc is an ordered tupelHypergraphs
(S, T ) ∈ (2U r {∅})× (2U r {∅})
with S ∩ T = ∅. Arcs and vertices define the directed hypergraph H = (U ,A).
Each arc a = (S, T ) in A has a (nonempty) set tail(a) := S of tail nodes and a
nonempty set head(a) := T of head nodes. The arc is directed from its tail nodes
to its head nodes.
A hyperarc a ∈ A with | tail(a)| = 1 is called forward arc (F-arc), an arc withF-Arcs, B-Arcs,
BF-Arcs
| head(a)| = 1 is a backward arc (B-arc), and arcs with | tail(a)| = | head(a)| = 1
are called backward-forward arcs (BF-arcs). If all arcs in A are F-arcs (B-arcs,
BF-arcs), then the graph is called F-hypergraph (B-hypergraph, BF-hypergraph),
respectively. (Note that a BF-hypergraph is a common digraph.) For B-arcs, we
write (S, t) instead of (S, {t}), and for F-arcs, we write (s, T ) instead of ({s}, T ).
The relaxation of a directed hypergraph is the digraph D = (U , A¯) with vertex
Relaxation of
Hypergraph
set U and arc set A¯, where (u, v) ∈ A¯ if and only if there is a hyperarc (S, T ) ∈ A
with u ∈ S and v ∈ T .
For some subset L ⊆ A of hyperarcs, we denote by U [L] the node set of L, i.e.Induced Subgraphs
those nodes in U that are incident with the hyperarcs in L:
U [L] :=
⋃
a∈L
(
tail(a) ∪ head(a)
)
For some subset L ⊆ A of arcs, we call (U [L],L) a subgraph of H .
A W-t-hyperpath in a hypergraph H = (U ,A) is an ordered subset of arcs L =Hyperpath
(a1, . . . , an) ⊆ A such that
[p1] t ∈ head(an)
[p2] For all i ∈ [n], tail(ai) ⊆ W ∪
(⋃
k<i head(ak)
)
.
[p3] Any proper subgraph of (U [L],L) violates conditions [p1] or [p2].
For each t ∈ U , there is an empty hyperpath L = ∅ leading from t to t. We say
that hyperpath L is using its node set U [L].
Similarly as for common digraphs, we define for any hypergraph H = (U ,A) and
Subsets of Nodes
and Hyperarcs
any v ∈ U
x the in-neighborhood
NinH(v) := {u ∈ U | ∃(S, T ) ∈ A with u ∈ S and v ∈ T },
x the out-neighborhood
NoutH (v) := {u ∈ U | ∃(S, T ) ∈ A with v ∈ S and u ∈ T },
x the in-star
δinH(v) := {a ∈ A | a = (S, T ) with v ∈ T },
x the out-star
δoutH (v) := {a ∈ A | a = (S, T ) with v ∈ S},
x the in-reach
rinH(v) := {u ∈ U | ∃W-v-hyperpath with u ∈ W}, and
x the out-reach
routH (v) := {u ∈ U | ∃W-u-hyperpath with v ∈ W}.
If the context is clear, we will drop index H .
Last, a directed hypergraph is called acyclic if and only if its relaxation is an
acyclic digraph. This implies the existence of a (topological) order on the nodes U .
Remark 1.1
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a1 a2
a3
W
t
Figure 1.2: Undirected cycle in the relaxation of a W-t-hyperpath.
x Each W-t-hyperpath L starts from a nonempty set U [L] ∩W ⊆ W.
x Definition [p1] through [p3] generalizes the definition for paths in common digraphs.
x Even in B-hypergraphs, the relaxation of the subgraph induced by aW-t-hyperpath
can contain undirected cycles, as figure 1.2 shows.
x [p3] ensures in particular that the relaxation of a W-t-hyperpath is a connected
graph.
x In literature, a couple of alternative definitions for hyperpaths can be found. (For
alternatives, see e.g. [42, 101] and for a discussion [95, 58].)
Lemma 1.2 If H is a B-hypergraph, then the relaxation of the subgraph induced
by a nonempty W-t-hyperpath L = (a1, . . . , an) cannot contain directed (simple)
cycles.
Proof. Let L be a W-t-hyperpath. We call an arc ak ∈ L dispensable,
(a) if head(ak) ⊆ W or
(b) if there is an arc ai ∈ L with head(ak) = head(ai) and i < k or
(c) if all arcs ai ∈ L with head(ak) ∈ tail(ai) are dispensable.
We denote the set of dispensable arcs in L by D.
First, we claim that set D is empty if L is a hyperpath. Otherwise, L′ := Lr D
will be satisfying properties [p1] and [p2], as will be shown in the following. By [p3],
this is in contradiction to the assumption that L is a W-t-hyperpath.
If t ∈ W , then D = L; so, if D 6= ∅, then L is indeed no hyperpath since L′ = ∅
is a hyperpath.
If t /∈ W , then the arc from {aj ∈ L | head(aj) = {t}} with minimal index m will
not be dispensable and is therefore in L′. Because of (b), L′ cannot contain any
arcs with index larger than m. So [p1] is satisfied for L′. Let now ai be an arbitrary
arc in L′. We consider the tail nodes of ai that are not in W . Assume there is a
v ∈ tail(ai)rW with
v /∈
⋃
ak∈L
′
k<i
head(ak).
In this case, all arcs in L with head v must have been regarded as dispensable.
However, this could not happen because of (a), because v /∈ W . Nor could it
happen because of (c), as ai is not dispensable. The application of (b) always leaves
at least one arc not dispensable. So any node in the tail of ai must either be in W
or it has in-neighbors with lower index in L′. Hence, [p2] is satisfied for L′.
Last, any proper subgraph of (U [L′],L′) is a proper subgraph of (U [L],L). Hence,
no proper subset of L′ can be a hyperpath by assumption that L was a hyperpath
12 CHAPTER 1. INTRODUCTION
and [p3] is satisfied. Therefore L′ is a hyperpath which is different from L if and
only if D 6= ∅.
For the second part of the proof, we assume that the relaxation of L contains
a simple directed k-cycle (a˜1, . . . , a˜k). We select an ordered set of arcs A :=
(a(1), . . . , a(k)) from L such that the relaxation of each a(i) contains arc a˜i. So, for
any j ∈ [k], it holds for a(j) and a((j + 1) mod k) that
head
(
a(j)
)
∩ tail
(
a((j + 1) mod k)
)
6= ∅.
There must be at least one pair of cyclically subsequent arcs ak, ai in A with k > i.
As we are in a B-hypergraph, head(ak) and tail(ai) intersect in one single node
v. As L is by assumption a hyperpath, we get from [p2] that either v ∈ W or
{v} = head(aj) for some arc aj ∈ Lr C with j < i or both. In any case, ak ∈ A is
an dispensable arc. Therefore, L contains a dispensable arc contradicting the fact
that L is hyperpath.
1.2.3 Notation related to Polyhedral Theory
Let X = {x1, . . . ,xk} be a nonempty set of k points in Rn, and let y be some pointHulls
in Rn that can be expressed in the following way:
y =
k∑
i=1
λixi.
If

λi ∈ R ∀ i ∈ [k],
λi ∈ R ∀ i ∈ [k] and
∑k
i=1 λi = 1,
λi ∈ R+ ∀ i ∈ [k],
λi ∈ R+ ∀ i ∈ [k] and
∑k
i=1 λi = 1,
then y is a

linear
affine
conic
convex
combination of X .
The set of all linear, affine, conic or convex combinations of finite subsets of a
nonempty (not necessarily finite) set X ⊂ Rn is called the linear, affine, conic or
convex hull of X and is denoted by lin(X ), aff(X ), cone(X ) or conv(X ), respectively.
In each case, the set X is said to generate the hull.
Let a ∈ Rn and b ∈ R. The set {x ∈ Rn | ax = b} is called a hyperplane in Rn;
the set {x ∈ Rn | ax 6 b} is a halfspace in Rn. For arbitrary b, both are called
affine; if b = 0, they are linear.
A set P of points in Rn is called a (convex) polyhedron if there is some matrixPolyhedra
A ∈ Qm×n and some vector b ∈ Qm such that
P = {x ∈ Rn | Ax 6 b}.
In this case, Ax 6 b is called a (complete) linear description for P. The size of the
description is the encoding length of (A, b), that is
size(A) + size(b).
Obviously, a polyhedron P is the intersection of finitely many affine halfspaces
in Rn. It follows immediately that the intersection of two polyhedra is again a
polyhedron.
A central fact of polyhedral optimization is that each nonempty polyhedron can
be decomposed into the Minkowski sum of the conic hull of a finite set of points
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C ⊂ Rn (the so-called recession cone) and the convex hull of a finite set of points
V ⊂ Rn:
P = conv(V) + cone(C),
and conversely, any Minkowski sum of a finitely generated cone and the convex hull
of some finite set of points is a polyhedron. Let v ∈ P be a point in the polyhedron.
If for all x, y ∈ Pr {v}, it holds that v /∈ conv{x, y}, then v is an extreme point or
vertex of P. The lineality space of polyhedron P is the largest linear subspace
lineal(P) = cone(C) ∩ − cone(C)
contained in cone(C). If lineal(P) = {0}, then polyhedron P is called pointed.
For pointed polyhedra, it holds that if V is minimal (i.e. removing any point
from V leads to a polyhedron different from P), then it is the set of vertices of the
polyhedron, denoted by VP, and, similarly, if set C is minimal, then each c ∈ C
generates an extreme ray of P.
If C = {∅}, then the polyhedron is bounded and it is called a polytope. Polytopes
The above said implies that there are two equivalent ways to describe any pointed
polyhedron: one can either specify its vertices and the generators of extreme rays
of its recession cone or one can list a set of affine halfspaces that determines the
polyhedron. In the first case, we speak of a V-representation and in the second case
of an H-representation of the polyhedron.
The dimension of a polytope, in short dim(P), is the dimension of its affine hull.
If P ⊂ Rn and dim(P) = n, then we call polytope P full dimensional.
Dimension of
Polytope
A prominent example for equivalent V- andH-descriptions is the d−1-dimensional
(Standard) Simplex
standard simplex Md−1 in R
d. This polytope can either be described as the convex
hull of the d unit vectors ei in Rd, that is
Md−1= conv
({
e
i ∈ {0, 1}d
∣∣∣ i ∈ [d]})
or, equivalently, as
Md−1=
{
x ∈ Rd
∣∣∣ d∑
i=1
xi = 1 and xi > 0 ∀i ∈ [d]
}
.
(Note that the non-standard d-dimensional simplex M˜d in R
d is described by
M˜d = conv
({
e
i ∈ {0, 1}d
∣∣∣ i ∈ [d]} ∪ {0}) =
=
{
x ∈ Rd
∣∣∣ d∑
i=1
xi 6 1 and xi > 0 ∀i ∈ [d]
}
.
This is — in contrast to the standard simplex — a full dimensional but non-regular
polytope, since it has edges of different lengths.)
Another example for the equivalence of H- and V-description is the d-hypercube Hypercube
which can either be described as
conv
(
{0, 1}d
)
or as {
x ∈ Rd
∣∣∣−xi 6 0 and xi 6 1 ∀i ∈ [d]}.
A third class of polyhedra we will encounter in this work is the class of knapsack
Knapsack
Polyhedra
polyhedra. Let vector a ∈ Rm and scalar b ∈ R be given. Moreover, let for each
i ∈ [m] a value si ∈ N> ∪ {+∞} be given, which enables us to define a set
S := {x ∈ Nm | 0 6 xi 6 si ∀i ∈ [m]}.
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The associated knapsack polyhedron is then defined as
conv({x ∈ S | ax 6 b}).
It is therefore the convex hull of those points in S that lie in the halfspace specified
by a and b.
The idea is to fill a knapsack of maximal capacity b (which may not exceeded) with
items that have each a certain weight a1 through am; one can choose up to si copies
of item i.
If si = 1 for all i ∈ [m], then the associated polytope is called a 0/1-knapsack
polytope. Note that the d-dimensional simplex M˜d from above is a very basic 0/1-
knapsack polytope.
We say that an inequality ax 6 b with a ∈ Qm and b ∈ Q is valid for a set of
points V ∈ Rm, if av 6 b for all v ∈ V . In other words, if ax 6 b is valid for V , then
the halfspace defined by the inequality completely contains set V . A vector v ∈ Rm
is called active for inequality ax 6 b, ifValid Inequalities,
Faces
av = b,
that is, v lies in the hyperplane defined by a and b.
Let now P be a d-dimensional polytope in Rn and ax 6 b some inequality valid
for P. We call the set
FP(ax 6 b) := P ∩ {x ∈ R
n | ax = b}
a face of polytope P defined by inequality ax 6 b. (If the context is clear, we
drop index P.) By definition, the polytope P itself is also added to the set of faces.
Clearly, any face is again a polytope. All faces apart from the empty set and P are
called proper faces. Proper faces of dimension 0, 1, and d − 1 are called vertices,
edges, and facets, respectively. If dim(FP(ax 6 b)) = d − 1, then ax 6 b is called
Vertices,
Edges,
Facets a facet defining inequality. It is a well-known fact that any proper face of P and P
itself can be described as the intersection of a nonempty set of facets of P. Among
the proper faces, facets are inclusion maximal. For full dimensional polytopes, a
complete linear description Ax 6 b with A ∈ Q[m]×[n] and b ∈ Q is irredundant if
every inequality in the description is facet inducing. This implies that no inequality
in the description can be obtained from a conic combination of other inequalities in
the description, that is: for all i ∈ [m], there exists no vector y ∈ R
[m]
+ , y 6= e
i such
that
y(A, b) = (ai,∗, bi).
When describing a polyhedron P ⊆ R[m] linearly, we distinguish two kinds of
inequalities, trivial inequalities and non-trivial inequalities. An inequality av 6 b
is called trivial if | supp(a)| = 1; otherwise, the inequality is called non-trivial. If P
is a 0/1-polytope, then trivial inequalities (xi 6 1, xi > 0) are also referred to as
cube inequalities. Facets defined by (non-)trivial inequalities are called (non-)trivial
facets, respectively.
Let ax 6 b define a face F of polytope P . Then we denote by VP[ax 6 b] the set
of those vertices in VP that are active for ax 6 b. Note that VP[ax 6 b] is exactly
the set of vertices VF of the face (and polytope) F. In particular, if F is an edge of
P, then F is the convex hull of exactly two vertices of P.
For inequalities ax 6 b with a ∈ Q[p]×[2] and b ∈ Q, we will from time to time
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use the following representation in graphic form:
a1,1 a1,2 x1,1 x1,2 (6)b
a2,1 a2,2 x2,1 x2,2
a3,1 a3,2 x3,1 x3,2
...
...
...
...
Consequently, we say for general vectors v ∈ R[p]×[q] that a row vi,∗ is lower than
row vj,∗ if and only if i > j.
Let P be some polytope with vertex set VP, and let GP = (VP, E) be some
Graph of a
Polytope
undirected graph with the property that there is an edge {u, v} ∈ E if and only if
there is an edge in polytope P containing u and v. Then GP is called the graph
of the polytope. As the nodes of the graph of the polytope and the vertices of the
polytope are identified with each other, we will write both v ∈ E or v ∈ E , depending
on whether we are stressing that v is node of GP or that the respective vertex of
the polytope has certain properties.
A polytope P with dimension d is called simple, if each vertex is adjacent to Simple Polytopes
exactly d edges, i.e. deg(v) = d of each node v in the graph of the polytope.
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Chapter 2
The Setting, our Toolbox and its
Origins
2.1 Symmetry Breaking and Orbitopes
Many linear programs exhibit symmetry under certain permutations of variables.
What is meant by that? Let
P = {x ∈ Rn | Ax 6 b}
be some polyhedron in Rn, where A ∈ Qm×n, b ∈ Qm and let
min({〈c,x〉 | x ∈ P}) (*)
be a linear problem over P with cost vector c ∈ Qn. We denote by Πn the group of
permutations of n elements and let Πn operate on the variables of (*):
Πn × R
n → Rn, (σ,x) 7→ σ(x),
such that σ ∈ Πn permutes the entries in x.
Definition 2.1 The symmetry group G of the linear problem (*) is defined as
G := {σ ∈ Πn | σ(x) ∈ P and 〈c, σ(x)〉 = 〈c,x〉 for all x ∈ P},
G is obviously a subgroup of Πn.
If x? is a feasible solution to (*), then we can pick an arbitrary permutation
σ ∈ G and obtain with σ(x?) another feasible solution to (*) with the same objective
value. In other words: each element in the orbit G(x?) does the same job on the
cost functional as x?.
Example 2.2 A well-known example of an IP with symmetries is the Bin Packing Prob-
lem. Let S ⊂ Q be a set of rational numbers (“items of size”) s1 through sm with
0 < si 6 1 for all 1 6 i 6 m. The problem consists in partitioning [m] into n subsets
(“bins”) I1 through In such that Pi∈Ij si 6 1 for all 1 6 j 6 n. A common IP model for
this problem uses binary variables xi,j that are 1 if and only if item i is put into bin Ij :
max
X
i∈[m]
X
j∈[n]
xi,j s.t.
X
j∈[n]
xi,j 6 1 ∀i ∈ [m]
X
i∈[m]
sixi,j 6 1 ∀j ∈ [n]
xi,j ∈ {0, 1} ∀(i, j) ∈ [m]× [n]
17
18 CHAPTER 2. THE SETTING, OUR TOOLBOX AND ITS ORIGINS
It is possible to pack all items into the bins, if and only if there exists a solution x? with
objective value m. However, the formulation of the bin-packing problem from above bears
a lot of intrinsic symmetry, since all bins have the same size, and all xi,j are weighted
the same in the objective functional. So, the symmetry group of the IP contains any
permutation of bins, as any permutation of columns in x? leads to another solution with
same objective value.
Note that a similar IP can be used to model the problem of Graph Partitioning, see
for instance [64] or [32].
Symmetry becomes in particular a problem when solving IPs with branch-and-
bound methods, because it makes the branching tree unnecessarily large. Therefore,
several techniques have been developed to reduce or even eliminate symmetry in
integer and linear programs. (For an overview, see for instance [85].)
(1) In some cases, it is possible to find a problem reformulation with reduced sym-
metry, for example by using a different set of variables. Examples are bin
packing, see [39], or the social golfers problem, see [110, 54]. However, breaking
the symmetry often leads to larger models (more variables, for instance).
(2) Another approach to break symmetry is perturbation. One can for instance
add a small random vector to the objective vector. Before, all elements in an
orbit G(x) are equivalent as they yielded the same objective value. After, they
become distinguishable in this sense. However, the solution space is in this
case the same and the computational effort to answer the question whether a
solution is feasible or not is not reduced.
(3) The third method consists in narrowing the set of feasible solutions by disre-
garding symmetric solutions, either in advance or during computation.
There are several possibilities to go for option (3). Prerequisite is the choice of
a representative (or a set of specific points) for each orbit. To take the (unique)
lexicographic maximal or minimal solution over other solutions is an idea which has
been popular for quite a long time in combinatorics (isomorphism-free backtracking,
see [103, 87]) or in constraint programming (see e.g. [36, 48]).
When solving IPs, there are two major ways to deal with unwanted solutions: one
can cut them off by adding inequalities; or one can use knowledge about them such
that respective subtrees in the branching tree will not be entered. In practice, a
mix of both methods can be used. Note that simply adding inequalities may impair
the model, since the number of inequalities grows.
In 2000, Rothberg ([104]) presented ideas for a systematic way to generate cuts
a priori by identifying dominated subsets of variables. (His method even applied to
mixed integer programs.) However, Rothbergs “domination cuts” were a rather ad
hoc approach coming from practice.
Friedman ([41]) proposed a different approach to generate cuts dynamically. Here,
H is given as a finite group of affine transformations of some 0/1-polytope P ⊆ Rn.
If for some set F ⊂ P, the set
{x ∈ P | ∃y ∈ F , ∃ δ ∈ H such that x = δ(y)}.
equals P, then F is called a fundamental domain. More concrete, fundamental
domains are constructed on the basis of an ordering vector c ∈ Rn
Fc := {x ∈ P | 〈c,x〉 > 〈c, δ(x)〉 ∀δ ∈ H}.
Friedman’s idea is to find separating hyperplanes between a fundamental domain
and the remaining points in P. However, since the choice of cost vector c is delicate
and the fundamental domains are usually not as refined as orbitopes (see below),
his framework is so far only of theoretical interest.
CHAPTER 2. THE SETTING, OUR TOOLBOX AND ITS ORIGINS 19
Another approach was undertaken by Margot in 2002. He transferred isomorphism-
free backtracking to branch-and-cut by pruning subtrees containing symmetric so-
lutions during computation (isomorphism pruning, see [82, 83]) and applied this
method later to coloring problems ([84]). Margot generated cutting inequalities to
fix subsets of variables to certain values while running the branching algorithm. A
similar approach, called orbital branching, has been formulated by Linderoth et al.
([97], further developed in [98]).
Herr and Bo¨di ([56, 55]) create projections of the constraints matrix and objective
vectors depending on the symmetry to obtain smaller IPs or LPs that with optimal
solutions of the same value as for the original problems. They apply their method
to IPs with full symmetric or alternating groups.
A somewhat different perspective has been taken by Kaibel and Pfetsch. Com-
ing from packing and partitioning problems, they were interested in the structure
of the convex hulls over certain two-dimensional 0/1-vectors that are lexicographic
maximal subject to some group operating on the columns of the vectors. Kaibel
and Pfetsch called these objects orbitopes ([65]. Of course, adding the inequalities
describing an orbitope to the IP formulation would break symmetries in the IP for-
mulation and therefore narrow the solution space. But the idea was that orbitopes
could do more: The linear description of orbitopes is not only separating the lexi-
cographic maximal representative from the remaining points in each orbit but also
ensuring integrality of the extremal points. Since Kaibel and Pfetsch had observed
that symmetry also seems to weaken the bounds from the LP-bounds relaxation of
the IP, their idea was that linearly describing orbitopes could lead to a deeper struc-
tural understanding of how to strengthen these bounds by an appropriate subset of
the inequalities describing the orbitope.
We will give a formal description of orbitopes in Definition 3.3.
Kaibel, Pfetsch and Peinhardt drew also combinatorial information from their
separation algorithm over packing and partitioning orbitopes to fix variables when
optimizing over subsets of the vertices of these orbitopes, for instance in graph
partitioning problems ([64]). Another approach was to add some of the facet defining
inequalities to the graph coloring polytope and to compare the resulting polytope
with a similar polytope defined by Me´nde´z-Dı´az and Zabala ([88, 90]. The latter had
enhanced the classic IP-model for graph coloring by inequalities inducing an order
on the color labels: before choosing color j, all colors 1 through j − 1 have to be in
use. (Recently, they developed a branch-and-cut-algorithm using their polyhedral
results, see [89].)
In our work, we will exclusively focus on the geometric aspects and polyhedral
properties of orbitopes. It is a different question (and would go too far) to investigate
if and how one can use those results to actually improve computations in practice.
2.2 Extended Formulations
Often, the facial structure of a polyhedron P ⊂ Rn associated with a linear problem
is too complex to be handled directly. This may become a problem when trying
to study the geometry of the polyhedron or when optimizing over it. If the lin-
ear problem describes a combinatorial problem, it can also happen that the linear
description of the feasible domain is growing exponentially in the size of the com-
binatorial problem. One way to overcome the problem is to search for a new set
of variables polynomial in size of the combinatorial problem, to formulate a new
polyhedron Q with easier facetial structure and/or smaller size of linear description
that can be linearly projected onto P. This is the general idea behind extended
formulations. (Note however that the face lattice of polyhedron P is isomorphic to
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a sublattice of polyhedron Q. Therefore, Q will have at least as many faces as P;
see [62].)
Definition 2.3 (Projection) Let Q be a polyhedron in Rn × Rd defined by
Q := {(x,y) ∈ Rn × Rd | Ax+By 6 b},
with matrices A ∈ Qm×n and B ∈ Qm×d, and vector b ∈ Qm. The polyhedron
projx(Q) := {x ∈ R
n | ∃y ∈ Rd such that (x,y) ∈ Q}
is called the projection of Q onto the x-space or in Rn.
Let now Q˜ = {y ∈ Rd | B˜y 6 b˜} be some polyhedron in Rd described by
B˜ ∈ Qm×d and b˜ ∈ Qm, and let matrix S ∈ Qn×d induce a linear map σ : Rd → Rn
projecting Q˜ to σ(Q˜) = P in Rn. Then for the polyhedron
Q := {(x,y) ∈ Rn × Rd | B˜y 6 b˜, −1x+ Sy = 0}
it holds that projx(Q) = P.
Definition 2.4 (Extended formulation) Let polyhedron Q be as in Definition 2.3.
If polyhedron P = projx(P), then we call a linear description of Q an extended
formulation for P. The extended formulation is called compact if the size of the
matrix (A,B, b) is polynomial in n.
Sometimes, one can use an extended formulation for a polyhedron P to derive a
linear description for P by characterizing the extreme rays of the associated projec-
tion cone.
Definition 2.5 The projection cone of Q is the polyhedral cone
C := {v ∈ Rm | vB = 0, v > 0},
with matrix B as defined in Definition 2.3.
Suppose, the set extr(C) of extreme rays of the projection cone is known, then a
linear description of polyhedron P can be easily obtained by the following classical
theorem:
Theorem 2.6 ([10]) Let polyhedron Q = {(x,y) ∈ Rn × Rd | Ax +By 6 b} and
projection cone C = {v ∈ Rm | vB = 0, v > 0} be given as above. Then
projx(Q) = {x ∈ R
n | (vA)x 6 〈v, b〉,v ∈ extr(C)}
Proof. The projection cone C is pointed, because C ⊆ Rm+ . Therefore, C is gener-
ated by its extreme rays.
⊆©Let x ∈ projx(Q). Then by definition of projection, there is a y such that
(x,y) ∈ Q. Hence, Ax +By 6 b. Now let v ∈ extr(C); therefore, in particular
v > 0 and vB = 0 hold. Hence, multiplication from left gives
v(Ax+By) = (vA)x 6 vb.
⊇©Let x satisfy (vA)x 6 〈v, b〉 for all v ∈ extr(C). Then there is no conic
combination of extreme rays v′ > 0 such that v′B = 0 and v′(Ax − b) > 0,
because otherwise (v′A)x > 〈v′, b〉. Using Farkas’ Lemma, there must therefore
exist a y such that By 6 b−Ax, which means that x ∈ projx(Q).
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One reason why extended formulations are interesting is that optimization over P
can be replaced by optimization over Q˜: as soon as the linear map σ : y 7→ x = Sy
is known, we can use it to define the map
σ? : Rn → Rd,x 7→ y = Sᵀx
adjoined to σ. Let now c ∈ Rn be some cost vector. Then
max({〈c,x〉 | x ∈ P}) = max{〈σ?(c),y〉 | y ∈ Q˜},
using the identity 〈Sᵀc,y〉 = 〈c,Sy〉 = 〈c,x〉.
Extended formulations can be seen in a context with the classic method of lift-
and-project (for an overview, see for example [9, 10]). In literature, one can find
a large number of approaches to generating extended formulations more or less
automatically. We will only list a few of them:
x Lova´sz and Schrijver provide ways to construct extended formulations for gen-
eral 0/1-problems [78] and apply their method to develop a polynomial time
algorithm for the weighted stable set problem on certain graphs. A similar,
but more elaborate approach has been developed by Sherali and Adams [109].
In both approaches, the authors introduce new variables corresponding to
products of the original variables.
x Another common idea is the derivation of extended formulations from dynamic
programming algorithms due to Martin et al. ([86]).
x Also, disjunctive programming (for instance [8]) can be seen as a method to
generate canonical extended formulations for a certain class of polytopes. Let
a set of k nonempty polyhedra Pi = {x ∈ Rn | Aix 6 bi} be given, as well as
sets Vi of vertices and sets Ri of generators of the cones for each Pi, i ∈ [k].
Then the polyhedron
{y ∈ Rn | y =
k∑
i=1
µi, Aiµi 6 biµ
0
i ,
k∑
i=1
µ0i = 1, (µi, µ
0
i ) ∈ R
n+1, µ0i > 0 ∀i ∈ [k]}
is an extended formulation for the polyhedron
conv(
k⋃
i=1
Vi) + cone(
k⋃
i=1
Ri).
x Haus, Ko¨ppe and Weismantel construct extended formulations when relaxing
knapsack relaxations in IPs (see [69]).
The use of extended formulations is a classic approach for proofs of the integral-
ity of a linear description. (See for example the proof of Balas and Pulleyblank
concerning the linear description of the perfectly matchable subgraphs of bipartite
([11]) and arbitrary graphs ([12].)
Extended formulations have been used in connection with the linear description of
hop-constrained path polytopes (Stephan, [111]), Gomory corner polyhedra (Ko¨ppe
et al. [70]), the stable set polytope for distance claw free graphs (Pulleyblank
and Shepherd [102]), the maximal clique problem with edge weights (Lee et al.
[100]), mixed integer programs in general (Wolsey [118]) or packing and partitioning
orbitopes (Faenza and Kaibel, [35]).
An overview on examples of the use of extended formulations can be found in the
excellent survey of Conforti, Cornue´jols and Zambelli ([26]).
We will mainly use extended formulations in connection with faithful sectionings
(see section 2.4).
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Remark 2.7 Note that the fact that any polytope is the projection of a higher dimensional
standard simplex gives a trivial extended formulation for any polytope P: one simply maps
the i-th unit vector ei ∈ R|VP| to the i-th vertex in the vertex set VP of the polytope P.
However, this extended formulation does not yield much of an insight into the structure
of the original problem. Moreover, as the number of vertices of P is often exponential in
the dimension of the polytope, the same holds for the dimension of the simplex. On the
other hand, the simplex can be easily described as
{y ∈ R|VP| |
|VP|X
i=1
yvi = 1, yvi > 0 ∀vi ∈ VP}.
To sum up, one can say that extended formulations are a way to spread difficulty
on two shoulders: instead of directly focusing on the linear description of a polyhe-
dron, one deals with the linear description of the extension polyhedron on the one
hand and with its linear projection on the other.
2.3 Dynamic Programming
In general, a combinatorial optimization problem is characterized by a finite ground
set G, a set of feasible solutions S ⊆ 2G of subsets of G and an objective function
f : S → Q which maps each solution to a specific rational value. The problem can
then be formulated as
min
x∈S
f(x).
A problem solvable by dynamic programming (DP) is a special case of a combina-
torial optimization problem. Here, the problem is solved by breaking it into finitely
many subproblems that can be solved in a stacked process. The subproblems are
usually referred to as stages and the solutions to the subproblems are called states.
A decision chooses states from earlier stages and transforms them into a new state.
Correspondingly, each state has a value assigned that is composed from the values
of a combination of earlier states and the cost of the transition. This value is com-
puted by the Bellman equations, following the optimality principle which can be
stated as follows: any sequence of decisions (also referred to as policy) d1, . . . , dn
is optimal only if for all k ∈ [n], subsequence dk, . . . , dn is optimal under the as-
sumption that decisions d1, . . . , dk−1 are done. (Detailed descriptions of dynamic
programming can be found for instance in [16], [17, 18] or [74].)
In the easiest case, every state arises from transforming a single predecessor state.
In this case, the policies correspond to simple s-t-paths in a common acyclic net-
work, where each node corresponds to a state and each decision is represented by
an arc. Node s represents an initial state and t a final (global) state. The optimal
policy corresponds to a path that is shortest with respect to the total sum of arc
weights in the path, where the arc weights correspond to the costs of transitions.
As a consequence, many problems solvable by DP are in fact solved by computing
a shortest path in a directed acyclic graph. Classical examples include the binary
knapsack problem (Bellman and Dantzig, [16]), the Dreyfus-Wagner-algorithm for
the computation of Minimum Steiner Trees ([30]), the dynamic programming ap-
proach to solve TSP, algorithms for sequence alignment, and subsequence counting
problems which have a certain practical importance in connection with DNA se-
quencing ([93, 72, 34]) or simple lot-sizing problems ([119]).
However, these models turn out to be too simple in cases where more than one
state must be combined for the computation of an output state (which can already
happen for more advanced lot-sizing problems). To model problems of this kind
in terms of graph theory, one makes use of directed acyclic hypergraphs instead
of common digraphs. This insight came up in the 1980s (see [51]; overviews in
[6, 43, 73]). Examples are multi echelon lot sizing problems ([7]) and some dynamic
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programming algorithms derived from tree decompositions, for example Maximum
Stable Set on Trees (see e.g. [29, 3]). The following small example shows the idea:
Example 2.8 Problem Chain Multiplication ([68]): given a sequence of matrices A1 ∈
R
d0×d1 through An ∈ Rdn−1×dn , one has to find a parenthesization such that the productQn
i=1Ai is computed with as few computations as possible.
For this problem, the underlying hypergraph is H = (U ,A), where node set U contains
for each 1 6 k < ` 6 n one node uk,`. In an optimal solution, state uk,` has as value the
optimal number of computations for the matrix product of subsequence Ak through A`.
The arc set A contains for each 1 6 j 6 k < ` 6 n one hyperarc ({uj,k, uk+1,`}, uj,`). The
weight of the hyperarc is the number of computations when multiplying product
Qk
i=j Ai
with product
Q`
i=k+1Ai, i.e. value dj−1dkd`.
A solution corresponds to a W-t-hyperpath in this hypergraph, from W := {ui,i ∈
U | i ∈ [n]} to final state t := u1,n. The length of the hyperpath is determined by the total
sum of its arc weights.
Looking at the matter from a geometric point of view, the convex hull over in-
cidence vectors characterizing the W-t-hyperpaths in a hypergraph H = (U ,A)
associated to the underlying problem becomes interesting. Several choices of vari-
ables can be thought of to describe the hyperpaths in H . It immediately suggests
itself to encode the hyperpaths by incidence vectors x ∈ {0, 1}A, setting xa = 1 if
and only if arc a is used in the hyperpath. However, one could also describe the
hyperpath by the nodes it is passing through or think of a mix of both descriptions.
Definition 2.9 Let H = (V ,A) be some directed hypergraph with W ⊆ V and
t ∈ V . We will call the convex hull over all incidence vectors in {0, 1}V of subsets
V [L] ⊆ V induced by W-t-hyperpaths L in H the hyperpath set polytope in node
space, and the convex hull of all incidence vectors in {0, 1}A of W-t-hyperpaths in
H the hyperpath polytope in arc space.
Remark 2.10 We remark that ifH is a B-F-hypergraph andW = {s}, thenW-t-hyperpaths
become in fact simple s-t-paths in a common digraph. In this case, the hyperpath set
polytope is what is in literature referred to as path set polytope (see e.g. [112]).
Moreover, we note that a description of the W-t-hyperpath polytope in a combination
of arc and node variables is provided by means of the more general concept of branched
polyhedral systems which will be studied in chapter 5.
If there is a linear projection σ projecting any characteristic vector of a hyperpath
(policy) with respect to nodes to the corresponding solution, then the hyperpath
set polytope together with σ provides an extended formulation for the polyhedron
of solutions.
However, it is NP-hard to determine shortest hyperpaths in general directed
(hyper)graphs (for common digraphs, it is obvious that Hamilton Path is a spe-
cial case); hence, a “nice” linear description of the hyperpath set polytope can not
be expected in general. (See page 3.) The situation looks different when we con-
sider classes of hypergraphs, in particular the following class that conforms to the
properties of many dynamic programming algorithms.
Definition 2.11 (DP hypergraphs) A hypergraph H = (U ,A) will be called DP
hypergraph if it has the following properties:
[dph1] H has a unique sink t, i.e. one single node t such that there is no arc a ∈ A
with t ∈ tail(a).
[dph2] H is an acyclic B-hypergraph.
As U is finite and H is acyclic, there must exist a set of nodes
∅ 6=W = {w ∈ U | @a ∈ A such that w ∈ head(a)}.
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We call W the source nodes of H . Moreover, from the acylicity and the
uniqueness of sink t follows that H is connected.
[dph3] For any W-t hyperpath L in H , it holds that the relaxation of (U [L],L) is
an arborescence rooted at t.
It is easy to see that DP hypergraphs reproduce the properties of many dynamic
programming algorithms.
x A DP hypergraphH = (U ,A) is a B-hypergraph. This reflects the fact that in
each computational step, subsets of states are transformed into single output
states.
x H has a unique sink t, which serves as a “final state”, along with a set of
sources W ⊂ U such that none of the nodes in W is head node of any arc in
A.
x H is acyclic; we are not interested in cycling algorithms.
Remark 2.12 In a hypergraph H = (U ,A) complying to [dph1] and [dph2], there exists
for every node u ∈ U a W-t-hyperpath passing through node u.
Why is this so? Certainly, we can bring U in a topological order such that for each arc
a ∈ A, v  w for v ∈ head(a) and for all w ∈ tail(a). We will now construct a hyperpath
L ⊆ W containing some node u. If u = t, we initialize L by setting L = ∅. Otherwise, we
let L initially consist of a set of arcs a1, . . . , an with the following properties:
x u ∈ tail(a1)
x head(ai) ∩ tail(ai+1) 6= ∅, i = 1, . . . , n− 1
x head(an) = {t}
This series of arcs must exist as H is an acyclic hypergraph with unique sink t. Note
that for each node v ∈ U [L], there cannot be more than one arc in L having v in its head
because of the acyclicity of H .
Next, we define the set of “open ends”
U◦L := {v ∈ U [L] | v /∈ W and @a ∈ L such that v ∈ head(a)}
We extend L to become a hyperpath by repeatedly applying the following steps:
(1) If U◦L 6= ∅, choose the topologically largest node v ∈ U◦L,
(2) add an arc a ∈ Ar L to L with head(a) = {v}, and
(3) update U◦L accordingly.
Note that node v chosen in (1) cannot be in W by definition of U◦L. But by Definition 2.11
of W, it holds that for every node v /∈ W, there must be an arc a with {v} = head(a), and
a /∈ L by definition of U◦L. Hence, the arc a added in (2) must exist. After the update, U◦L
contains only nodes topological smaller than v. As the vertex set U is finite, the algorithm
must therefore terminate with U◦L = ∅.
By construction, there is for each node v ∈ U [L]rW exactly one arc in L with head(a) =
{v}. Moreover, for any arc a ∈ L, it holds that head(a) ∩W = ∅. So, we can order the
arcs in L according to the topological order of their head nodes. This ordered arc set
obviously satisfies [p1] and [p2]. Moreover, it is not possible to remove a subset of arcs
from L without violating [p1] and [p2], because then, there exist nodes that are not head
of any arc in L. Hence, L is a hyperpath.
From Lemma 1.2, we get already that the relaxation DL of (U [L],L) is an acyclic
digraph for any hyperpath L. [dph3] ensures that DL does even not contain any
undirected cycles.
Remark 2.13 Condition [dph3] can be alternatively formulated by introducing a reference
set system R, as Martin et al. do. (See [86]):
[dph3’] Each node u ∈ U of the hypergraph is labeled with a nonempty set R(u) ∈ R such
that for each arc a ∈ A, it holds:
x u, v ∈ tail(a) with u 6= v ⇒ R(u) ∩R(v) = ∅
x u ∈ tail(a), v ∈ head(a) ⇒ R(u) ⊆ R(v)
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Figure 2.1: Condition [dph3’] forbids in particular cycles with more than one sink in W-t-
hyperpaths.
Proof. ⇒©We develop R from [dph3]. Since H is acyclic, we can bring the node set U in
topological order. Starting in that order from the last node in W, we set R(v) := v if
v ∈ W and R(v) := Su∈predH(v)R(u), otherwise. Obviously, we get for any a ∈ A with
head(a) = v that for all u ∈ tail(a), the inclusion R(u) ⊆ R(v) is satisfied.
Now assume that there exists an arc a with head(a) = v, u,w ∈ tail(a), u 6= w, and
R(u) ∩ R(w) 6= ∅. Then we can choose two sequences of arcs Lα := (α1, . . . , αk) and
Lβ := (β1, . . . , β`) such that
(i) α1 = β1 = a,
(ii) head(αi) ∈ tail(αi−1) for all 1 < i 6 k and, similarly,
head(βi) ∈ tail(βi−1) for all 1 < i 6 `,
(iii) tail(αi) ∩ tail(βj) = ∅ for all i < k, j < `, and
(iv) tail(αk) ∩ tail(β`) 6= ∅.
Furthermore, we can as in the proof of remark 2.12 choose a set Lt ⊆ A connecting node v
with node t. We define initially a set L as Lt ∪ Lα ∪ Lβ. Proceeding algorithmically as in
the proof of remark 2.12, we end up with a set L of arcs that has all open tail nodes in W
and a single open head node in node t. We claim that L is a hyperpath. [p1] and [p2] are
obviously satisfied, and since by construction deleting a subset of arcs from L leaves open
tail nodes not in W, we get that [p3] is satisfied, too. So we found an hyperpath which
has a relaxation that is not an arborescence, contradicting [dph3].
⇐©Assume that [dph3’] holds for DP hypergraph H . It suffices to show that for any W-
t-hyperpath L, DL = (U [L],L) does not contain undirected cycles. Assume the contrary.
Each undirected cycle C in the undirected version GL of digraph DL must contain a unique
sink. Otherwise, there must be an arc a in L violating condition R(u) ∩ R(w) = ∅ for
all u,w ∈ tail(a), u 6= w (see figure 2.1). This implies that there is also a unique source
in C. Moreover, each cycle C must contain one unique node vmaxC (vminC ) that is maximal
(minimal) among all nodes in C with respect to the topological order of DL. Since there
is only one source in C, for all nodes v in C holds that R(vminC ) ⊆ R(v).
We proceed by induction along the topological order of DL to show that no node in
U [L] can serve as a maximal node in a cycle C. Clearly, there can not be a cycle C with
vmaxC among the sources W by definition of W.
Now assume that there is an undirected cycle C such that vmaxC /∈ W is maximal node in
C. Let u,w be the direct predecessors of vmaxC such that arcs (u, vmaxC ) and (w, vmaxC ) are
both in C. As ∅ 6= R(vminC ) ⊆ R(u)∩R(w), there can be no arc a in L with {u, w} ⊆ tail(a)
because of [dph3’]. So u and w must be in the tails of two different arcs au and aw with
head(au) = head(aw) = {vmaxC }. The proof of Lemma 1.2 shows that one of these arcs
must be dispensable. Hence, L cannot be a hyperpath. Contradiction.
Martin et al. gave a complete linear description of the path polytope in arc
variables for DP-hypergraphs ([86]):
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Theorem 2.14 ([86]) Let H = (U ,A) be a DP hypergraph. Then the follow-
ing inequalities provide a complete linear description of the path polytope of W-t-
hyperpaths in arc space: ∑
a∈δin
H
(t)
xa = 1 (2.1)
∑
a∈δin
H
(u)
xa −
∑
a∈δout
H
(u)
xa = 0 ∀u ∈ U r (W ∪ {t}) (2.2)
xa > 0 ∀a ∈ A (2.3)
If we additionally postulate that H is a BF-hypergraph (i.e. a common digraph),
then this description becomes the well-known linear description of the path polytope
(in arc variables) for acyclic digraphs (see [57]).
As will be shown later (see page 55), the DP algorithm for optimization over
orbitopes (see figure 3.9) allows the construction of a corresponding DP-hypergraph.
For the special case of orbisacks, it is even possible to achieve a complete description
of the hyperpath set polytope (in node variables on this hypergraph).
2.4 Faithful Sectioning
Faithful sectioning can be a useful tool to derive the H-representation of a polyhe-
dron from its V-representation. The idea is not completely new. However, as far
as we know, it has never been introduced systematically. In the literature, faithful
sectionings are not explicitly tagged, but informally described as a reduction of one
polyhedron to another (see for instance [107]).
Definition 2.15 Let σ : Rd → Rn be a linear projection from Rd to Rn. We call a
map s : Rn → Rd a σ-section, if σ(s(x)) = x for all x ∈ Rn.
Let now Ax 6 b be a set of linear inequalities with A ∈ Qm×n and b ∈ Qm that
is valid for polyhedron P, and let Q be a polyhedron in Rd which is projected to
P by means of the projection σ. The main idea is to show that for each x ∈ Rn
satisfying Ax 6 b, the relation s(x) ∈ Q holds.
Definition 2.16 We say that the inequality system Ax 6 b is Q-enforcing for s
if and only if for all x ∈ Rn satisfying Ax 6 b it follows that s(x) ∈ Q.
Theorem 2.17 Let polyhedra P ⊆ Rn and Q ⊆ Rd be given. Moreover, let a set
of linear inequalities Ax 6 b with A ∈ Qm×n and b ∈ Qm be given that are valid
for P. Let σ : Rd → Rn be a linear projection such that σ(Q) ⊆ P and let the map
s : Rn → Rd be a σ-section. If the inequalities Ax 6 b are Q-enforcing for s, then
P = {x ∈ Rm | Ax 6 b}.
Proof. Figure 2.2 illustrates the idea. Let P′ denote the set {x ∈ Rn | Ax 6 b}.
Clearly, P ⊆ P′, because the set of inequalities is valid for P. So it remains to show
that P′ ⊆ P. Let x ∈ P′. As the inequalities are Q-enforcing for s, s(x) ∈ Q.
However, σ(Q) ⊆ P, and as s is a σ-section, σ(s(x)) = x holds. Hence, x must be
in σ(Q) and therefore in P.
As will be shown in the following, the application of this method does not nec-
essarily require an educated “guess” at the linear description of P. Moreover, we
remark that map s does not have to be defined in every point in Rn. Instead, it
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Figure 2.2: Projection σ and σ-sectioning s.
suffices for s to be defined for all x ∈ {x ∈ Rn | Ax 6 b}, since it can be extended
arbitrarily to Rn.
In what follows, we will present some instructive examples for the application of
faithful sectionings.
2.4.1 Applications and Examples
2.4.1.1 The Clique Polytope with Clique Size 2
Definition 2.18 (Clique polytopes) Let G = (V , E) be a graph and let Ck be a k-
clique in G. The incidence vector x[Ck] ∈ {0, 1}V induced by Ck has entries xv = 1
if and only if v ∈ Ck. For k = 0, we define x[C0] := 0. Denoting by
X k := {x ∈ {0, 1}V | ∃k-clique Ck in G such that x = x[Ck]},
we define the k-clique polytope as
Pk(G) := conv(X k),
the clique polytope with bounded clique size k as
P6k(G) := conv(
k⋃
i=0
X i),
The clique number ω(G) of graph G denotes the size of a largest clique in G. The
polytope P6ω(G) is called the clique polytope.
As the cliques of graph G correspond to stable sets in the complement G of G,
polytope Pk(G) is isomorphic to the convex hull of stable sets of size k in G for
any k. However, finding an independent set of maximal size in G (or, equivalently,
finding a k-clique of maximal size in G) is an NP-hard problem in general graphs
([46]). In the sense of the results of Papdimitriou and Karp (see page 3, there is no
hope of obtaining a “nice” complete linear description for Pk(G) or P6k(G).
But even for graph classes with known efficient algorithms for Max Indepen-
dent Set — as for instance apple (pan) free graphs (which include the claw free
graphs, see [22]) or 2K2-free graphs (see [79]) — there is no description for stable
set polytopes available. However, there is a lot of development in this field. A
complete description of P6ω(G)(G) was formulated some years ago by Eisenbrand
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Figure 2.3: A graph G and its associated digraph D used in the construction of the extended
formulation for P62. Gray arcs — except arc (t, s) — have lower capacity bound 0 and upper
capacity bound +∞.
et al. for quasi-line graphs ([33]). Ventura et al. found a linear description (by
extended formulation) for geared (fuzzy) line graphs ([45, 44]) and Oriolo et al.
recently obtained a description for claw free graphs with stability number at least
4 and containing neither homogeneous pairs nor 1-joins ([96]. The latter proof is
especially interesting for us as it relies on graph decomposition and is related to
branched polyhedral systems (see chapter 5; in fact, Oriolo et al. are using the
strip-decomposition of graphs proposed by Chudnovsky and Seymour, see [25]).
Much less is known about the linear description of polytopes P6k, although for
fixed k, optimization can be done in polynomial time. (Note that checking every
subgraph of size at most k to be a clique costs time of O(nkk2) in a graph with n
nodes.)
Janssen and Kilakos found a linear description of the polytope P62(G) for general
graphs G, formulated from the stable set point of view ([59]). Their proof is based
on the work of Cook and Shepherd ([108]) and the use of sequential liftings ([99]).
However, it has slight flaws concerning the characterization of facets (see 2.27).
Our own experiments show that for P6k(G), things become much more involved
if k > 3 and G is a general graph. For graphs G with bipartite complement, i.e. for
graphs with a vertex set that can be partitioned into two subsets each inducing a
complete subgraph, Janssen and Kilakos gave a linear description of P63(G).
In what follows, we will use the technique of faithful sectioning to (re)prove a
linear description of P62 for some given graph G = (V , E). The main idea is
the use of an extended formulation based on the cycle polytope of a digraph D
associated with G. While a complete “nice” description of the cycle polytope of
general digraphs seems out of reach, it can nevertheless be formulated for special
digraphs. In our case, we will derive the cycle polytope for a special digraph from
the circulation polytope of D using Hoffman’s theorem describing circulations in
arbitrary digraphs.
Theorem 2.19 (Circulation theorem, [57]) Let D = (W ,A) be some digraph with
upper capacity bound ua ∈ R ∪ {−∞,+∞} and lower capacity bound `a ∈ R ∪
{−∞,+∞} on each arc a ∈ A. Then a circulation exists if and only if∑
a∈δin
D
(S)
`a 6
∑
a∈δout
D
(S)
ua ∀S ⊂ W.
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Moreover, if there is a feasible circulation in D and if ` and u are both integral,
then there exists an integer-valued feasible circulation.
Definition 2.20 We call the set of all circulations in some digraph D = (W ,A)
Q(D,u, `) := {y ∈ R
A |
∑
a∈δinD (w)
ya −
∑
a∈δoutD (w)
ya = 0 ∀w ∈ W , `a 6 ya 6 ua ∀a ∈ A}
the circulation polyhedron of D. Polyhedron Q(D,u, `) is integral if u and ` are
integral. (This follows from the total unimodularity of the constraints matrix, since
the V-E-incidence matrix of any digraph is total unimodular.)
Now let us return to P62(G) on graph G = (V , E). We define a digraph D =
(W ,A) with node set W defined as
W := (V × {1, 2}) unionmulti {s, t}.
SoW is the union of two copies V1 and V2 of the node set V of G and two additional
nodes s and t. For a node v ∈ V or subset of nodes U ⊆ V , we denote by vi ∈ V i or
U i ⊆ V i, i ∈ {1, 2}, their respective copies. The arc set A of D is defined as the set
containing
x the arc (t, s),
x all arcs pointing from s to V1 ∪ V2,
x all arcs pointing from from V1 ∪ V2 to t, and
x for any edge {v, w} ∈ E one arc (v1, w2) and one arc (w1, v2).
Figure 2.3 shows an example for a graph G and its associated digraph D.
Defining upper and lower capacity bounds u?, `? ∈ RA as follows
`?a := 0 for all a ∈ A
u?a := 1 for a = (t, s)
u?a := +∞ for all a ∈ Ar {(t, s)},
we obtain a circulation polytope Q(D,u
?, `?) on D, which is bounded because of
the bounds on arc (t, s).
We are now ready to fix the ingredients for the faithful sectioning.
Definition 2.21 We provide a projection σ as follows:
σ : RA → RV with σ(y)v = y(s,v1) + y(v2,t).
Moreover, we define a map s : RV+ → R
A which is mapping any point x ∈ RV+ to an
arbitrary point in the circulation polytope Q(D,u
x, `x), if the latter is not empty,
and to an arbitrary point in RA otherwise. Upper and lower capacity bounds ux
and `x are defined as follows:
`x(s,v1) :=
xv
2
}
for all v ∈ V
`x(v2,t) :=
xv
2
`xa := 0 for all other a ∈ A
ux(s,v1) :=
xv
2
}
for all v ∈ V
ux(v2,t) :=
xv
2
ux(t,s) := 1 for a = (t, s)
uxa := +∞ for all other a ∈ A,
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In figure 2.3, any gray arc except arc (t, s) gets lower capacity bound 0 and upper
capacity bound +∞. All black arcs get lower and upper bound xv2 , where v
1 is end
node or v2 is start node of the arc, respectively.
Lemma 2.22 σ(Q(D,u
?, `?)) ⊆ P62(G).
Proof. For any circulation y in D = (W ,A) it holds that the flow on each arc in D
is implicitly bounded from above by 1 by construction of D and the upper bound on
arc (t, s). Moreover, ya > 0 for any a ∈ A. By Theorem 2.19 and Definition 2.20, we
get that each vertex y of Q(D,u
?, `?) is integral, which means that in particular
ya ∈ {0, 1} for each a ∈ A. Hence, supp
+(y) is a simple cycle in D for each
vertex y, and by construction of D, σ(y) is a vertex of P62(G). As σ is linear,
σ(Q(D,u
?, `?)) ⊆ P62(G).
Lemma 2.23 If the polytope Q(D,u
x, `x) is nonempty, then σ(s(x)) = x.
Proof. If polytope Q(D,u
x, `x) is nonempty, then there is a feasible circulation in
D satisfying upper and lower bounds. This circulation must send xv2 units of flow
over arcs (s, v1) and (v2, t) for all v ∈ V . Hence, σ(s(x)) = x.
The crucial observation is that for any x ∈ RV ,
Q(D,u
x, `x) ⊂ Q(D,u
?, `?).
Hence, if polytope Q(D,u
x, `x) is nonempty for some x ∈ RV , then s(x) ∈
Q(D,u
?, `?). This means: if we ensure by some set of inequalities that for any
x ∈ RV satisfying these inequalities, polytope Q(D,u
x, `x) is nonempty, then
this inequality system is at the same time Q(D,u
?, `?)-enforcing for s. However,
this wanted inequality system has in general already been formulated in the main
statement in Hoffman’s circulation theorem.
Lemma 2.24 The following set of inequalities is Q(D,u
?, `?)-enforcing for s:
2
∑
v∈T
xv +
∑
v∈Vr(T ∪NG(T ))
xv 6 2 ∀T ⊆ V stable in G (2.4)
xv > 0 ∀v ∈ V (2.5)
Proof. By Theorem 2.19, there is a circulation in Q(D,u
x, `x) if and only if∑
a∈δin
D
(S)
`xa 6
∑
a∈δout
D
(S)
uxa ∀S ⊂ W. (*)
However, we observe:
x If s ∈ S and there is a node v ∈ V2 with v /∈ S, then the right-hand side of
(*) becomes +∞, and
x if {s} ∪ V2 ⊆ S, then the left-hand side of (*) becomes 0, as there is no arc a
entering S with `a > 0.
x Similarly, if t /∈ S and S ∩ V1 6= ∅, then the right-hand side of (*) becomes
+∞ and
x if t /∈ S and S ∩ V1 = ∅, then the left-hand side of (*) becomes 0.
x If there is an arc a ∈ V1 × V2 with a ∈ δout(S), then the right-hand side of
(*) becomes +∞.
In all these cases, inequality (*) is trivially satisfied. Hence, we can in the following
assume that
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Figure 2.4: Partitioning node set V1 ∪ V2. If V1i and V
1
j are not connected with a line, then we
can assume that there is no arc in V1i : V
1
j , as described in the proof. Subsets of S are gray. The
partition of W induces a partition of V (dashed sets).
(i) s /∈ S, that
(ii) t ∈ S and that
(iii) (S ∩ V1) : (S ∩ V2) = ∅.
Now we partition W into sets V i1 through V
i
4, i ∈ {1, 2}, such that
V11 ∩ S = ∅ and V
2
1 ∩ S = ∅ V
1
2 ⊆ S and V
2
2 ∩ S = ∅
V13 ∩ S = ∅ and V
2
3 ⊆ S V
1
4 ⊆ S and V
2
4 ⊆ S.
Note that this partitions at the same time set V into sets V1 through V4; see fig-
ure 2.4.
So, we can write the left-hand side of (*) as follows:
∑
a∈{s}:V12
`xa +
∑
a∈{s}:V14
`xa +
∑
a∈{s}:V23
`xa︸ ︷︷ ︸
=0
+
∑
a∈{s}:V24
`xa︸ ︷︷ ︸
=0
+
∑
a∈V11 :{t}
`xa︸ ︷︷ ︸
=0
+
∑
a∈V13 :{t}
`xa︸ ︷︷ ︸
=0
+
∑
a∈V21 :{t}
`xa +
∑
a∈V12 :{t}
`xa =
=
1
2
∑
v∈V1
xv +
∑
v∈V2
xv +
1
2
∑
v∈V4
xv.
Because of (iii), V1i : V
2
1 = ∅ and V
1
i : V
2
2 = ∅ for i ∈ {2, 4}. So the right-hand side
of (∗) becomes u(t,s) = 1. We obtain the following inequality:∑
v∈V1
xv + 2
∑
v∈V2
xv +
∑
v∈V4
xv 6 2 (2.6)
Observation (iii) also implies that V2 is a stable set in G. Moreover, there are no
edges between V1∪V4 and V2 in G. Hence V1∪V4 ⊆ Vr(V2∪NG(V2)). In particular,
every inequality from (2.6) is dominated by an inequality from (2.4) with V2 = T
and V1∪V4 ⊆ Vr(T ∪NG(T )), since we can additionally assume that xv > 0 for all
v ∈ V . Therefore, it suffices to use inequalities (2.4) in connection with (2.5).
Observation 2.25
(a) The dimension of P62(G) ⊆ RV is |V| because it contains 0 and standard unit vectors
e
v for all v ∈ V.
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Figure 2.5: Inequality
P
v∈A xv + 2
P
v∈K xv 6 2 is not facet defining in this graph.
(b) For the considerations below, the dimension of P2(G) is also of interest. This di-
mension is clearly the rank of the node-edge incidence matrix of G = (V, E) (i.e.,
the dimension of the linear subspace spanned by P2(G)) minus one (since P2(G) is
contained in the hyperplane defined by
P
v∈V xv = 2). As the rank of the node-edge
incidence matrix of a connected graph with n nodes equals n− 1 if the graph is bipar-
tite and n otherwise (see e.g. [23]), we get that dim(P2(G)) = |V| − 1 − β(G), with
β(G) the number of bipartite components of G.
Proposition 2.26 For any graph G = (V , E), the following set of inequalities is a
complete non-redundant linear description for P62(G):
2
∑
v∈S
xv +
∑
v∈Vr(S∪NG(S))
xv 6 2 (2.7)
xv > 0 ∀v ∈ V (2.8)
for all S ⊆ V that are (possibly empty) stable sets in G, where G[V r (S ∪NG(S))]
does not contain any bipartite component.
Proof. The set of inequalities (2.4) and (2.5) provides a linear description ofP62(G)
as all prerequisites for Theorem 2.17 are satisfied:
x The set of inequalities (2.4) and (2.5) is obviously valid for P62(G).
x By Lemma 2.22, σ(Q(D,u
?, `?)) ⊆ P62(G).
x By Lemmas 2.23 and 2.24, s is a σ-section for any x satisfying inequalities (2.4)
and (2.5).
x Finally, by Lemma 2.24, the inequalities are Q(D,u
?, `?)-enforcing.
If x ∈ {0, 1}V is active for an inequality (2.4), then x is
x either the incidence vector of a 2-clique in G[V r (S ∪NG(S))] or
x e
v for some v ∈ S or
x the incidence vector of a 2-clique that intersects with S.
From this and Observation 2.25 (b) follows that the affine dimension of the face
defined by the inequality is |V|−1−β, where β is the number of bipartite components
in V r (S ∪NG(S)). Hence, an inequality (2.4) is facet defining if and only if there
are no bipartite components in V r (S ∪NG(S)).
Consider now the active vertex set for inequality xv > 0. It contains all vertices
induced by 1- and 2-cliques C with v /∈ C together with the 0-clique. Thus, its
convex hull is the same as PC≤2(G′) for graph G′ arising from G by dropping v and
all edges adjacent to v. The dimension of PC≤2(G′) is |V| − 1.
Remark 2.27 This corrects the results of Janssen and Kilakos, who erroneously characterize
inequalities as facet defining which in fact are not, as example graph G in figure 2.5 shows.
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The blank node K in the graph represents a clique which is adjacent to all nodes in the
set A = {a1, a2, a3, a4, a5} of (gray) nodes. So the following conditions are satisfied:
x Every maximal stable set in G[A] has size at least 2.
x G[A] has a stable set of size at least 3.
x K is maximal clique in N˜(A) := Tv∈ANG(v)r A, where NG(v) denotes the neigh-
bourhood of v in G.
However, X
v∈A
xv + 2
X
v∈K
xv 6 2
is not facet defining as Janssen and Kilakos claim, because it is the sum of inequalities
X
v∈K
xv + xa4 +
1
2
(xa1 + xa2 + xa3) 6 1 and
X
v∈K
xv + xa5 +
1
2
(xa1 + xa2 + xa3) 6 1.
We close this section by characterizing P2(G) linearly. This polytope is a face
of P62(G), namely the intersection of P62(G) with equation
∑
v∈V xv = 2. Sub-
tracting this equation from inequalities (2.4), we get that the following inequality
set ∑
v∈T
xv −
∑
v∈NG(T )
xv 6 0 ∀T ⊆ V stable in G (*)
holds for any point in P2(G). Any face of P2(G) defined by an inequality from (*)
is isomorphic to P2(G′) with G′ the graph arising from G by deleting all edges with
one end in NG(T ) and the other end not in T . Similarly, for every v ∈ V , the face
of P2(G) defined by xv > 0 is isomorphic to P
2(G′′), where G′′ arises from G by
removing v.
This establishes the following
Proposition 2.28 For any graph G = (V , E), the following set of inequalities pro-
vides a complete non-redundant linear description for P2(G):∑
v∈V
xv = 2∑
v∈T
xv −
∑
v∈NG(T )
xv = 0 for all T ∈ B
∑
v∈T
xv −
∑
v∈NG(T )
xv 6 0 for all T ∈ S
xv = 0 for all isolated nodes v ∈ V
xv > 0 for all v ∈ V˜
where
x B is the family of subsets of V containing from each bipartite component of G
exactly one of the two shores,
x S is the family of stable sets T ⊆ V of G with the property that removing from
G all edges in T : (V rNG(T )) increases the number of bipartite components
by exactly one, and
x V˜ contains all nodes of G that can be removed without changing the number
of bipartite components of G.
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Digression: the Edge Expansion of the Graph of P2(G)
Let P be some polytope with graph H = (VH , EH). (For the definition of the graph
of a polytope, see page 15.) The edge expansion of P is then defined as
χe(P) := min
0⊂S⊂VH
|S|6
|VH |
2
(
|δ(S)|
|S|
)
The vertex expansion of the polytope is defined as
χv(P) = min
0⊂S⊂VH
|S|6
|VH |
2
(
|NH(S)|
|S|
)
,
where NH(S) is the set of neighbours of S in VH r S. It is an open question
whether the edge expansion of every 0/1-polytope is equal or larger than one (this
has been conjectured by Mihail and Vazirani, see e.g. [37] and [91]). Clearly, the
edge expansion is bounded from below by the vertex expansion. Unfortunately, 0/1-
polytopes with (arbitrary) small vertex expansions do exist; they can be generated
by means of probabilistic methods (see eg. [49]).
In contrast to this, we will show in Example 2.30 that P2(G) can be used for
a deterministic construction of polytopes with vertex expansion < 1. We will also
show that P2(G) has always edge expansion equal or larger than one.
We start with the characterization of adjacency in the graph of P 2(G). We will
use the fact that two vertices of the polytope are adjacent in the graph of the
polytope if and only if there is a linear cost functional maximized by exactly these
two vertices.
Lemma 2.29 Let e := {u, v} and f := {s, t} be edges in G = (V , E). Then vertices
x[e] and x[f ] of P2(G) are adjacent in the graph of the polytope if and only if e and
f are not opposites in a four-cycle in G.
Proof. ⇐©Let e and f be no opposites in every 4-cycle. Let K the edge set of the
complete graph on nodes u, v, s, t except of edges e and f . We will construct a
cost vector c which is maximized by x[e] and x[f ] only. We have to distinguish the
following cases:
(i) e and f are incident in G, w.l.o.g. at node v = s. Define vector c with cu := 1,
cv := 2, ct := 1, components 0 otherwise. The maximum cost value of 3 is
only achieved by x[e] and x[f ].
(ii) e and f are not incident and E ∩ K = ∅. Use then vector c with cu := 1,
cv := 1, cs := 1, ct := 1 and components 0 otherwise.
(iii) e and f are not incident and |E ∩ K| = 1. We can w.l.o.g. assume that edge
{u, s} exists. (Other constellations are isomorphic.) Use cv := 2, ct := 2,
cu := 1, cs := 1 and components 0 otherwise.
(iv) e and f are not incident and |E ∩ K| = 2. We can w.l.o.g. assume that edges
{u, s} and {v, s} exist. (Since e and f are not in a four-cycle by assumption,
all other constellations are isomorphic.) Use cu := 2, cv := 2, cs := 1, ct := 3
and components 0 otherwise.
⇒©Let now e and f be opposites in a four-cycle. W.l.o.g, the other edges in the
cycle are {u, s} and {v, t}. Assume we could find a cost vector c maximized by x[e]
and x[f ] only. Its components have to satisfy the following system of equations and
inequalities:
cu + cv = ζ cs + ct = ζ
cu + cs < ζ cv + ct < ζ
CHAPTER 2. THE SETTING, OUR TOOLBOX AND ITS ORIGINS 35
G1 G2
V11
V21
V12
V22
Figure 2.6: Example for graph G7,3 inducing polytope P2(G7,3) with small vertex expansion.
Dotted edges are “red”, solid edges are “blue”.
So
cu + cs︸ ︷︷ ︸
<ζ
+ cv + ct︸ ︷︷ ︸
<ζ
!
= 2ζ.
Contradiction.
Example 2.30 The vertex expansion of the graph of P2(G) can be as small as 2(
√
2−1)+
for some  > 0, as the following example shows.
Let G1 := Km,m and G2 := Kn,n be two complete bipartite graphs. Graph Gj has
vertex set Vj := V1j unionmulti V2j and edge set Ej = V1j × V2j for j ∈ {1, 2}.
We construct the graph Gm,n from G1 and G2 by adding all edges {u, v} with u ∈ V j1
and v ∈ V j2 , j ∈ {1, 2}. (See fig. 2.6 for an example with m = 7 and n = 3.)
Now we color all edges inside G1 red and all other edges blue. This induces sets of red
and blue nodes in the graph of polytope P2(Gm,n). We will study the adjacency of those
red and blue nodes.
As long as n2 + 2mn > m2, there are at least as many blue than red nodes. There
can be no connection between blue nodes coming from edges in the graph G2 and any
red node, since the corresponding edges in Gm,n are opposites in 4-cycles. On the other
hand, any other blue node is connected to a red node. Hence, the red nodes have 2mn
blue neighbours. (In the example, there are 49 red edges and 51 blue ones, and the blue
neighbourhood of the red node set has cardinality 42.)
For m,n > 0 with n2 + 2mn > m2, the vertex expansion of the graph of P2(Gm,n)
is therefore bounded from above by 2n
m
. This value becomes smallest for m as large as
possible, which is the case if n2 + 2mn −m2 = 0. This implies a bound of 2(√2 − 1) ≈
0.82843.
Proposition 2.31 P 2(G) has an edge expansion of at least 1.
Proof. Let G = (V , E) and let H := (V˜ , E˜) be the graph of polytope P2(G). To dis-
tinguish the edges in G from the edges in H , we will refer to the latter asmeta-edges.
We color an arbitrary nonempty set of edges ER ⊂ E “red” and the complement
EB := E r ER “blue”, where |ER| 6 |EB|. This induces sets V˜R ⊂ V˜ and V˜B ⊂ V˜
of red and blue nodes in H . Moreover, we define a blue subgraph B := G[EB], a
red subgraph R := G[ER], and a set VB := {v ∈ V | degB(v) > 1} containing all
vertices in V incident with at least one blue edge.
The aim is to show that |δH(V˜R)| > |V˜R| = |ER|.
Let v ∈ VB . For any red edge r ∈ ER incident with v, there are meta-edges
between r and all edges in δB(v), because r cannot be opposite to these edges in a
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4-cycle. This implies that
|δH(V˜R)| >
∑
v∈VB
degR(v) degB(v).
If for all v ∈ VB, it holds that degR(v) > 1, then
|δH(V˜R)| >
∑
v∈VB
degB(v) = 2|EB| > 2|ER|.
But if degR(v) = 0 for some v ∈ VB, then v is not incident with any edge in ER.
This implies that for every edge r ∈ ER, there exists at least one edge in EB which is
not opposite to r. (Assume that for some r ∈ ER, all edges in EB are opposite. Then
there must be in particular a 4-cycle containing v (since VB does not contain isolated
nodes). This cycle contains edge b ∈ EB leading between one endpoint of r and v
which cannot be opposite to r. Contradiction.) So for any edge in ER, there exists
at least one meta-edge between V˜R and V˜B, which implies |δH(V˜R)| > |ER|.
2.4.1.2 The Path Set Polytope for Acyclic Digraphs
Our second example for the use of faithful sectionings concerns the linear description
of the s-t-path set polytope for acyclic digraphs (see Definition 2.9), which has
already been derived by Vande Vate ([112]) by means of a lift and project approach
in combination with Bender’s decomposition.
Let D = (V ,A) be some acyclic digraph with unique source node s and unique
sink node t. The s-t-path set polytope in D will be denoted by Ps,t(D).
Just like in the first example, we give an extended formulation based on a directed
graph D˜ = (V˜ , A˜). The construction is standard: node set V˜ is defined as
V˜ := (V × {in, out}),
that is, we split each node v ∈ V into two clone nodes vin and vout. Again, for any
subset of nodes U ⊆ V we denote by U in ⊆ V in or Uout ⊆ Vout the sets of their
respective copies in V˜.
The arc set A˜ is defined as
A˜ := {(vout, win) | (v, w ∈ A)} ∪ {(vin, vout) | v ∈ V} ∪ (tout, sin).
Arcs in {(vout, win) | (v, w ∈ A)} will be referred to as real arcs while arcs in
{(vin, vout) | v ∈ V} will be called split arcs ; see figure 2.7 for an example. The
construction of the faithful sectioning is as follows.
x We consider the circulation polytope Q(D˜, `
?,u?) on the digraph D˜ with
the following bounds on the capacity:
`?(vout,win) := −∞
}
for all (v, w) ∈ A (real arcs)
u?(vout,win) := +∞
`?(vin,vout) := 0
}
for all v ∈ V (split arcs)
u?(vin,wout) := +∞
`(tout,sin) := 1
u(tout,sin) := 1
Any vertex y of Q(D˜, `
?,u?) describes a (nonempty) cycle in D˜.
x Projection σ is defined as:
σ : R
eA → RV , σ(y)v = y(vin,vout)
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soutsin touttin
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Figure 2.7: Example digraph eD (bottom) obtained from acyclic digraph D (top).
x Map s is mapping any point in R+ to a circulation in Q(D˜, `
x,ux) (as long
as it is not empty), which is defined by bounds
`x(vout,win) := −∞
}
for all (v, w) ∈ A
ux(vout,win) := +∞
`x(vin,vout) := xv
}
for all v ∈ V
ux(vin,vout) := xv
`(tout,sin) := 1
u(tout,sin) := 1
It is easy to see that map s is a σ-section for those x ∈ RV where it is defined,
that σ(Q(D˜,u
?, `?)) ⊆ Ps,t(D) and that Q(D˜,ux, `
x) ⊆ Q(D˜,u?, `
?).
It remains to ensure by some set of inequalities, that for each x ∈ RV satisfying
these inequalities, polytope Q(D˜, `
x,ux) becomes nonempty, since in this case,
the inequality system is Q(D˜, `
?,u?)-enforcing for s.
Proposition 2.32 Let D = (V ,A) be an acyclic digraph with unique source s and
sink t. The following system of inequalities provides a linear description for the
s-t-path set polytope:∑
v∈T
xv −
∑
v∈succD(T )
xv 6 0 ∀T ⊂ V r {t} (*)
xv > 0 ∀v ∈ V
Proof. By theorem 2.19, Q(D˜,u
x, `x) is nonempty if and only if∑
a∈δin
fD
( eS)
`xa 6
∑
a∈δout
fD
( eS)
uxa ∀S˜ ⊆ V˜ . (**)
Let S˜ be an arbitrary subset of V˜. From S˜, we derive three subsets of V :
S in := {v ∈ V | vin ∈ S˜ and vout /∈ S˜},
Sout := {v ∈ V | vin /∈ S˜ and vout ∈ S˜}, and
S in out := {v ∈ V | vin ∈ S˜ and vout ∈ S˜}.
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(i) Note that if δout
eD
(S˜) or δin
eD
(S˜) contain any real arc, then (**) is trivially satis-
fied. So, instead of (**), it suffices to ensure that
α+
∑
v∈Sin
xv 6
∑
v∈Sout
xv, (***)
where α is set to 1 if δin
eD
(S˜) contains arc (tout, sin); otherwise, we set α = 0.
(ii) Assume now that t ∈ S in. We remove tout from S˜. If sin ∈ S˜, then this does
not change the values of the left and right hand side in (***); if sin /∈ S˜, then
we subtracted 1 from both sides.
(iii) α = 1 implies that sin ∈ S˜. By removing sin from S˜, we either subtract 1 from
both sides of inequality (***) (if sout /∈ S˜) or leave both sides as they are (if
sout ∈ S˜).
Hence, (***) is satisfied for S˜ if it is satisfied for a set S˜′ with t /∈ S in and α = 0,
which will be assumed in the following. Moreover, we can add
∑
v∈Sin out xv to both
sides of (***) obtaining ∑
v∈(Sin∪Sin out)
xv 6
∑
v∈(Sout∪Sin out)
xv, (***’)
Last, we observe that because of (i), we can take it as given that
succD(S
in out ∪ Sout) ⊆ S in out ∪ S in. (****)
Putting this together, we get
∑
v∈(Sin∪Sin out)
xv
(∗)
6
∑
v∈succD(Sin∪Sin out)
xv
(∗∗∗∗)
6
∑
v∈Sin∪Sin out
xv,
by using T = S in∪S in out in (*) and exploiting that xv > 0 for all v ∈ V to establish
(***’).
Hence, inequality system (***) together with x > 0 is Q(D˜,u
?, `?)-enforcing for
s. As σ(Q(D˜,u
?, `?)) ⊆ Ps,t(D) and the inequality system is valid for Ps,t(D),
we obtain the statement.
2.4.1.3 The Matching Polytope of an Arbitrary Graph
As said at the beginning of chapter 1, the perfect matching polytope of a general
graph is given by inequalities (1.1). Schrijver ([107]) derives a linear description of
the matching polytope for general graphs by a reduction (as he calls it) from the
linear description of the perfect matching polytope. In essence, he is using a faithful
sectioning. We will rephrase his proof in terms of faithful sectionings.
Proposition 2.33 The matching polytope PM (G) of a general graph G = (V , E) is
given by the following set of inequalities:
xe > 0 ∀ e ∈ E (2.9)∑
e∈δG(v)
xe 6 1 ∀ v ∈ V (2.10)
∑
e∈E[U ]
xe 6
⌊1
2
|U|
⌋
∀ U ⊆ V odd, (2.11)
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Proof. Define graph G˜ := G×K2. We denote by v′ the copy of node v ∈ V and by
e′ the copy of e ∈ E . Moreover, we write V ′ := {v′ | v ∈ V} and E ′ := {e′ | e ∈ E}.
Hence, graph G˜ = (V ∪V ′, E˜) consists of two identical subgraphs G and G′ = (V ′, E ′)
and a set of edges {{v, v′} | v ∈ V} connecting both.
The crucial observation is that if M˜ is a perfect matching in graph G˜, then M˜ ∩ E
is a matching in graph G, and, on the other hand, supposed we found a matching
M in G and define sets M′ := {e′ ∈ E ′ | e ∈ M} and M :=
{
{v, v′}
∣∣∣ v /∈ V [M]},
then
M˜ :=M ∪ M′ ∪ M
is a perfect matching in G˜. (See figure 2.8 left for an example.)
First, we construct an extended formulation for PM (G) from the perfect matching
polytope PPM (G˜) and the orthogonal projection σ which maps any point y ∈ R
eE
to x = yE . Therefore, σ maps in particular the incidence vector y of a perfect
matching in G˜ to the incidence vector x of a matching in G.
Next, we define a map s : RE → R
eE as follows:
ye := xe ∀e ∈ E
ye′ := xe ∀e
′ ∈ E ′
y{v,v′} := 1−
∑
e∈δG(v)
xe ∀{v, v
′} ∈ E
We observe:
x The polytopeP described by inequalities (2.9) through (2.11) containsPM (G).
x σ(PPM (G˜)) ⊆ PM (G).
x σ(y) = x for all y = s(x); hence, s is a σ-section.
Therefore, by Theorem 2.17, it remains to show that inequalities (2.9) through
(2.11) are PPM (G˜)-enforcing for s. In other words: we have to show that inequali-
ties (1.1) are valid for any point s(x) if inequalities (2.9) through (2.11) are valid
for x.
x Equations
∑
e∈δ eG(v)
ye = 1 follow from the definition of map s.
x Inequalities ye > 0 for all e ∈ E and ye′ > 0 for all e′ ∈ E ′ follow readily from
inequalities (2.9).
x Inequalities y{v,v′} > 0 for all v ∈ V follow from inequalities (2.10).
x Finally, we have to ensure inequalities
∑
e∈δ eG(U)
ye > 1 for all odd sets U ⊆ V˜ .
Let X := U ∩V and Y ′ := U ∩V ′ and let U∅ ⊆ V˜ arise from U by deleting all
nodes in X∩Y and X ′∩Y ′ from U . The symmetric difference δ eG(U
∅) 4 δ eG(U)
can be partitioned into six subsets.
set. . . contains all edges in E˜ [U ] with. . .
A1 . . . one node in X r (X ∩ Y) and one node in X ∩ Y
A′1 . . . one node in X
′ r Y ′ and one node in X ′ ∩ Y ′
A2 . . . one node in Y ′ r (X ′ ∩ Y ′) and one node in X ′ ∩ Y ′
A′2 . . . one node in Y r X and one node in X ∩ Y
A3 . . . one node in X ∩ Y and one node in V r (X ∪ Y))
A′3 . . . one node in X
′ ∩ Y ′ and one node in V ′ r (X ′ ∪ Y ′))
(See figure 2.8 right.) Because of the symmetry of G˜, there is a one-to-one-
correspondence between edge set Ai and edge set A′i for any i ∈ [3]. Moreover,
edges in A1 and A′2 are in δ eG(U
∅) but not in δ eG(U), and, vice versa, edges
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G = (V , E)
G′ = (V ′, E ′)
{v, v′} X Y
X ′ Y ′
A1 A2
A′1 A
′
2
A3
A′3
V r (X ∪ Y)
V ′ r (X ′ ∪ Y ′)
X ∩ Y
X ′ ∩ Y ′
Figure 2.8: Left: example of graph eG ' G×K2. Edges {v, v′} are dashed, and bold edges make
a perfect matching in eG obtained from a matching in G. Right: partitioning δ eG(U∅)∆δ eG(U).
in A′1 and A2 are in δ eG(U) but not in δ eG(U
∅). The edges in A3 ∪ A′3 are in
δ eG(U) but not in δ eG(U
∅). As ye > 0 for all e ∈ E˜ , we obtain that∑
e∈δ eG(U)
ye >
∑
e∈δ eG(U
∅)
ye
Hence, we can assume that X ∩ Y = ∅. So, either X or Y must be odd.
W.l.o.g., we can assume that X is odd; again, w.l.o.g, we can therefore assume
that Y = ∅.
Now, ∑
e∈δ eG(X )
ye + 2
∑
e∈E[X ]
ye =
∑
v∈X
δ eG(v) = |X |
because of equations
∑
e∈δ eG(v)
ye = 1. Rearranging gives
∑
e∈δ eG(X )
ye = |X | − 2
∑
e∈E[X ]
ye
(∗)
> |X | − 2
⌊1
2
|X |
⌋
= 1
where (*) holds because of inequalities (2.11).
So, in fact, inequalities (2.9) through (2.11) are PPM (G˜)-enforcing for s and we
obtain the result by Theorem 2.17.
Remark 2.34 Schrijver uses faithful sectionings also for other linear descriptions.
x He derives with faithful sectioning the linear description of several classes of poly-
topes related to the b-matching polytope, in particular the b-matching polytope
(theorem 31.2 in [107]) and the c-capacitated b-matching polytope (theorem 32.2
in [107]). In the first case, the extended formulation is based on the matching poly-
tope, in the second case, it is based on the b-matching polytope.
x He also shows that the linear description of the b-edge cover polyhedron can be
obtained by faithful sectioning, using the description of the edge cover polytope
(theorem 34.2 in [107]).
Chapter 3
Mapping the Terrain
3.1 Definition of Orbitopes
In 2006, Kaibel and Pfetsch introduced orbitopes1 as the convex hull of all 0/1-
matrices with lexicographically ordered columns. We will now specify the different
classes of orbitopes in detail, largely following [65].
Throughout the following, we denote byMp,q the set of 0/1-matrices with p rows
and q columns and by M an element of Mp,q. We let some subgroup G of the
symmetric group Sq on q elements act on Mp,q:
G×Mp,q →Mp,q, (g,M) 7→ g(M),
such that any group element g ∈ G permutes the columns of matrix M . So, G
generates an orbit from each matrix M :
G(M ) := {g(M) | g ∈ G} ⊆ Mp,q
and these orbits partition Mp,q.
To pick out some unique representative from each orbit, we define an order on
the elements in Mp,q by comparing their entries columnwise (see figure 3.1.); we
will use the lexicographic ordering (see page 5) and compare the entries of vertices
columnwise.
More precisely, we define an order on the entries by means of the following function
τ mapping each element in [pq] to a tupel (i, j) ∈ [p]× [q]:
τ :=
{
[pq] → [p]× [q]
` 7→
(
((`− 1) mod p) + 1, b(`− 1)/pc+ 1
)
For two elementsM ,N ∈Mp,q with entries mi,j and ni,j , respectively, we say that
M is lexicographically larger thanN (or, equivalently,M andN are in lexicographic
order, in short M  N ), if there is some ` ∈ [pq] such that mτ(`) > nτ(`) and
mτ(i) = nτ(i) for all i ∈ [pq] with i ∈ [` − 1].
Definition 3.1 We define Mmaxp,q (G) as the set of those matrices in Mp,q that are
lexicographically maximal within their orbits under action of G.
Depending on the number k ∈ [q]0 of 1-entries in the rows of the matrices in
Mp,q, we define now the following subsets of Mp,q:
1Not to be confused with orbitopes in the sense of Sanyal et al., see [105]. They understand
orbitopes as the convex hull of an orbit of a compact group acting linearly on a vector space.
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i
j
τ (1)
τ (4)
τ (29)
τ (32)
Figure 3.1: When comparing two matrices, the significance of the entries decreases columnwise.
Top left entry with indices (1, 1) is the most significant entry. In this example, p = 4 and q = 8.
M6kp,q := {M ∈Mp,q |
∑
j∈[q]
mi,j 6 k ∀i ∈ [p]}
M=kp,q := {M ∈Mp,q |
∑
j∈[q]
mi,j = k ∀i ∈ [p]}
M>kp,q := {M ∈Mp,q |
∑
j∈[q]
mi,j > k ∀i ∈ [p]}
Generalizing this concept, we let k ∈ Np be some list of integers. Entry ki
determines the number of 1-entries in row i. We define
M=kp,q := {M ∈Mp,q |
∑
j∈[q]
mi,j = ki ∀i ∈ [p]}
Definition 3.2 For a given group G ⊆ Sq, the full orbitope is
Op,q(G) := convM
max
p,q (G),
the k-packing orbitope is
O6kp,q(G) := conv(M
max
p,q (G) ∩M
6k
p,q),
the k-partitioning orbitope is
O=kp,q(G) := conv(M
max
p,q (G) ∩M
=k
p,q),
and the k-covering orbitope is
O>kp,q(G) := conv(M
max
p,q (G) ∩M
>k
p,q).
For an arbitrary list k ∈ Np, we call
O=kp,q (G) := conv(M
max
p,q (G) ∩M
=k
p,q )
the fixed row sum orbitope over group G.
Note that we drop the group G if the context is clear.
Furthermore, we always drop k if k = 1 and speak in this case of packing-
(O6p,q(G)), partitioning- (O
=
p,q(G)), and covering-orbitopes (O
>
p,q(G)) over group G.
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A majority of the following work concentrates on orbitopes over the full symmetric
group and q = 2 columns. Only to a limited extend, we will study orbitopes over
the cyclic and other groups, as well as orbitopes with more than two columns.
Definition 3.3 A full orbitope with q = 2 columns and p rows over the full sym-
metric group S2 is called an orbisack. We shorty write Op,2.
Clearly, in the case of orbisacks, the group G could just as well be the cyclic
group. For general orbitopes however, the choice of group G definitely matters.
Remark 3.4 We remark that there is a relationship between orbitopes and revlex-initial
polytopes. A set X ⊆ {0, 1}p is called revlex-initial, if X contains with any x ∈ X also
all points in {0, 1}p that are lexicographic smaller than x. If set X is revlex-initial, then
the convex hull of X is called a revlex-initial polytope P(X ). Gillman and Kaibel gave a
complete facial description of revlex-initial orbitopes, see [50].
Choose now an arbitrary vector c ∈ {0, 1}[p]. From c, we derive a vector c˜ ∈ R[p]×[2] by
setting
c˜i,1 = 1, if ci = 1,
c˜i,1 = −1, if ci = 0, and
c˜i,2 = 0 for all i ∈ [p].
Furthermore, we define b := 〈c∗,1, c˜〉. It is easy to see that the inequality c˜x 6 b is valid
for the orbisack. Moreover, the set {x ∈ {0, 1}[p]×[2] | 〈c˜,x〉 = b} contains all 0/1-vectors
that have first column c. Hence,
Op,2 ∩ {x ∈ R[p]×[2] | 〈c˜,x〉 6 b}
is a face of the orbisack. All faces that arise from fixing the first column in the vertices of
an orbisack to a certain 0/1-pattern are reflex initial polytopes.
We close this section with a small remark concerning our definition of lexico-
graphic order.
Remark 3.5 The lexicographic order defined above differs from the one used in [65]. This
does not become apparent as long as one sticks to packing and partitioning orbitopes as
Kaibel and Pfetsch did. However, with arbitrary groups (e.g. the cyclic group) and more
than one 1 per row, Mmaxp,q (G) starts to look different. For example, using the ordering
from [65], Mmax2,3 (C3) contains the following matrix: 
1 1 0
0 1 1
!
which is apparently not a representative according to our notion of lexicographic ordering.
We chose our ordering, because it seems to fit better with column permutations.
3.2 What can be done and what cannot?
Immediately, several questions pop up. What do the vertices of the orbitopes look
like, depending on the choice of group G and on the restriction on the number of
1s in each row? What is the complexity status for optimization over the different
orbitopes and what do optimization algorithms look like? As outlined in the in-
troduction, particularly the complexity status is interesting, as it indicates whether
there are chances to find ”nice“ complete linear descriptions for the actual orbitopes
(see page 3).
The results are quite encouraging for orbitopes over the full symmetric group
(section 3.2.1) or over products of symmetric groups (section 3.2.5). Figure 3.2 gives
a short overview over the known facts concerning orbitopes over the full symmetric
group. The details will be presented in the following.
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complexity of optimization complete lin. descr.
covering NP-hard p. 61 —
packing polynomial time [65] X
partitioning polynomial time [65] X
k-packing NP-hard even for k = 2 p. 61 —
k-partitioning NP-hard even for k = 2 p. 61 —
fixed row sum NP-hard even for k = 2 p. 61 —
full, q > 2 polynomial time Theorem 3.33 open
full, q = 2 polynomial time Theorem 3.33 X
Figure 3.2: Complexity of optimization and the state of knowledge on linear descriptions for full
orbitopes over the full symmetric group.
However, if the cyclic group is operating on the columns, things seem to become
much more complicated. Apart from the results of Kaibel et al. ([65]) concerning
partitioning and packing orbitopes over cyclic groups, a lot of questions are open.
It is unclear how to optimize over full orbitopes when the columns can be cycli-
cally permuted, and there is even no elementary description of the vertices of these
orbitopes known.
3.2.1 Full Symmetric Group
Let M ∈ Mp,q. For the remainder of this section, the full symmetric group Sq is
operating on the columns ofM . Hence, each orbit G(M ) contains by definition all
matrices arising from arbitrary permutations of the columns of M . The represen-
tative of G(M ) is therefore the matrix with all columns in non-increasing order. In
other words: in any vertex x of an orbitope — no matter which restrictions on the
number of 1s per row exist —, any two columns x∗,j and x∗,k, j < k, are either
identical or there is some row index i? ∈ [p] such that xi,j = xi,k for all i ∈ [i? − 1],
and xi?,j = 1 and xi?,k = 0. This follows from the definition.
Example 3.6 The following is an example of two lexicographic descending ordered vectors
with length p = 6. As there are up to two 1-entries per row, this could be the vertex of a
packing orbitope O62p,2 = Op,2.
0 0
1 1
1 0
0 1
1 1
1 0
Roughly speaking, the gray row in this example ”decides“ that the columns of the
0/1-vector are in lexicographic descending order. This row will become particularly
important when we are studying orbisacks. Therefore, we define for any vector in
Mp,2:
Definition 3.7 (Critical row) Let v ∈ Mp,q. We define a set I(v) ⊆ [p] as follows:
i ∈ I(v) ⇔ vi,∗ = (1, 0).
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We call
crit(v) :=
{
min(I(v) ∪ {p+ 1}), if v ∈Mmaxp,2
undefined, otherwise.
∈ [p+ 1]
the critical row. Note that if the two columns of v are equal, then the critical row
is p+ 1, and if v∗,1 ≺ v∗,2, then crit(v) is undefined.
Using this concept, we define for an arbitrary number of columns:
Definition 3.8 (Split) Let v ∈ Mp,q. The split pattern σ ∈ [p+ 1]q−1 is a vector
containing as entry σj , j ∈ [q− 1], the critical row of the submatrix v∗,[j..j+1] (that
is the critical row of neighbouring columns v∗,j and v∗,j+1). If σj = i, we call σj a
split in row i.
Next, we make some small observations concerning split patterns of vectors in
Mmaxp,q .
Observation 3.9
x For any j ∈ [q − 2], it holds that if σj = i, then σj+1 6= i.
x There are at most min(q − 1, 2i−1) splits in row i.
x There are at most O(pq−1) split patterns possible, since we can choose for each pair
of neighbouring column p+ 1 possible splits.
Last, we will define a map that will be useful in several situations.
Definition 3.10 (Flipping a vector) Let v ∈ Mp,q and define the following two
affine transformations f to invert the order of columns and g to flip 1s and 0s in
v, that is, f : Mp,q → Mp,q with f(x) = y defined by yi,j = xi,q−j+1 for all
(i, j) ∈ [p]× [q], and g :Mp,q →Mp,q with g(x) = 1 − x.
Observation 3.11 f ◦g is an affine transformation with a nice property: f ◦g(v) is inMmaxp,q
if and only if v ∈ Mmaxp,q , i.e. if the columns of v are in non-increasing lexicographic order.
Proof: ⇒©Transformation f inverts the order of the columns, and it is easy to see that
any pair of neighbouring columns in g(v) is ordered in lexicographic non-decreasing order
if they were in lexicographic non-increasing order. Hence, if v is in lexicographic order,
f ◦ g(v) is, too. ⇐© f ◦ g is self-inverse.
This has the following implications:
Observation 3.12
x The partitioning orbitope O=kp,q is isomorphic to the partitioning orbitope O
=q−k
p,q ,
since because of the fact that any vertex v of O=kp,q has q − k 0-entries in each row,
any vertex f ◦ g(v) has q − k 1-entries in each row.
x Similarly, O6kp,q is isomorphic to O
>q−k
p,q .
After these general observations and definitions, we will now consider special
orbitopes in detail.
3.2.1.1 General Properties and Characterization of Vertices
3.2.1.1.1 Full Orbitopes
The vertices of the full orbitope Op,q can have an arbitrary number of 1-entries per
row. From the definition of splits, it follows that vector v is a vertex of Op,q if and
only if σj is defined for all j ∈ [q − 1]. Moreover, there is at most one split in the
first row (Observation 3.9).
Hence, we can characterize the vertices of the full orbitope as follows.
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Op,q
Op,q
Op,q
O6q−kp,q
O6kp,q
O>q−kp,q
O>kp,q
O=q−kp,q
O=kp,q
Figure 3.3: The vertex set of a full orbitope Op,q contains in particular the vertex sets of O
6k
p,q ,
O=kp,q and O
>k
p,q for any k ∈ [q]0. Packing and covering orbitopes are isomorphic to each other by
transformation f ◦ g. (See definition 3.10 and observations 3.11 and 3.12.)
Lemma 3.13
(i) The first row of any vertex x of the full orbitope Op,q over the full symmetric
group consists of k 1-entries, with k ∈ [q]0, followed by q − k 0-entries. In
particular, (x1,j , x1,j+1) = (0, 1) is forbidden for all 1 6 j < q.
(ii) For 1 6 k 6 q − 1, both subvectors x[2..p]×[k] and x[2..p]×[k+1..q] have lexico-
graphically ordered columns and are therefore vertices of Op−1,k(Sk) and
Op−1,q−k(Sq−k), respectively.
Proof. (i) follows from Observation 3.9. For (ii), see the example below. We consider
first the left submatrix x[2..p]×[k]. The statement is trivial for k = 0 or k = 1. So
assume that k > 1. Any column in x∗,[k] has first entry 1. Consider now the pattern
of splits σ ∈ [i][p−1] for x. By definition of splits, it holds that for any j ∈ [k − 1],
the value σj ∈ [2..p], since v ∈ Op,q. This implies that the columns of x[2..p]×[k] are
lexicographically ordered, and since there are no restrictions on the number of 1-
entries per row, we obtain that x[2..p]×[k] ∈ Op−1,k. The argumentation is analogous
for columns in x[2..p]×[k+1..q].
We will take advantage of this lemma when later formulating an algorithm for
linear optimization over full orbitopes.
Example 3.14 This is an example of a vertex of the full orbitope O4,8. Note that both the
left and the right gray submatrix are vertices of an orbitope of smaller dimension.
1 1 1 0 0 0 0 0
1 1 0 1 1 1 1 0
1 0 1 1 1 0 0 0
1 1 1 1 1 0 0 0
Observation 3.15 In any vertex v of Op,q , one can read the columns of v as the binary
expansion of numbers in [2p − 1]0. Ordering the columns lexicographically is equivalent to
ordering them according to the value of their decimal representations.
This observation leads to the following characterization of the vertices of orbisacks
Op,2: a vector x ∈ {0, 1}[p]×[2] is a vertex of the orbisack if and only if it satisfies
the following inequality:
p∑
i=1
2p−i(xi,1 − xi,2) > 0 (3.1)
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Lemma 3.16 Orbisacks are knapsack polytopes.
Proof. The knapsack inequality is (3.1).
Define now the following affine transformation ϕ : R[p]×[2] → R[p]×[2], where
ϕ(x) = y is defined by
yi,1 = 1− xp−i+1,1
yi,2 = xp−i+1,2
∀i ∈ [p].
Since ϕ is one-to-one, x ∈ {0, 1}[p]×[2] satisfies inequality (3.1) if and only if ϕ(x)
satisfies inequality
p∑
i=1
2i−1(yi,1 + yi,2) 6 2
p − 1. (3.2)
Therefore, the orbisack is in particular isomorphic to a special 0/1-knapsack in
R
[p]×[2], called the sequential knapsack polytope. This will be explained in detail
(and exploited) in section 4.2.
Apart from the orbisacks, there are more knapsack polytopes among the full
orbitopes: the orbitope O1,q is a knapsack polytope for any q ∈ N>. This follows
from the fact that O1,q is isomorphic to a q-dimensional simplex M˜q, which is a
knapsack polytope (see page 14).
Lemma 3.17 Orbitope O1,q is isomorphic to the (non-standard) q-dimensional
simplex M˜q.
Proof. The vertices of O1,q make a set of q + 1 affinely independent points.
In fact, orbisacks and Op,1 are the only two classes of orbitopes over the full
symmetric group that contain knapsack polytopes.
Proposition 3.18 Any full orbitope over the full symmetric group with q > 2
columns and p > 1 rows is not a knapsack.
Proof. Assume, there is a vector c ∈ R[p]×[q] and a right-hand side b ∈ R defining a
hyperplane 〈c,x〉 6 b separating the vertices of the orbitopeOp,q from the remaining
vertices of Mp,q, i.e.
〈c,x〉 6 b ∀x ∈ Mp,q ∩Op,q
and
〈c,x〉 > b ∀x ∈ Mp,q rOp,q.
However, because of the lexicographic ordering, e1,1 + e1,2 and e2,1 + e2,2 + e2,3
are vertices of Op,q, but e
2,1 + e2,3 and e1,1 + e1,2 + e2,2 are not (see figure 3.4).
Therefore, the following inequalities must hold:
c1,1 + c1,2 6 b (3.3a)
c2,1 + c2,2 + c2,3 6 b (3.3b)
c2,1 + c2,3 > b (3.4a)
c1,1 + c1,2 + c2,2 > b (3.4b)
Multiplication of (3.3a) by −1 and addition to (3.4b) gives
c2,2 > 0,
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Figure 3.4: Vertices of the full orbitope (top row) and vertices of the cube that are not in the
orbitope (bottom row). We show the upper left corner of each vertex; all other entries are 0.
Figure 3.5: Visualization of triangular number T (2, 6) = 21.
while multiplication of (3.4a) by −1 and addition to (3.3b) yields
c2,2 < 0.
Contradiction.
We close this section by counting the number of vertices in full orbitopes. For
this purpose, we use the mth k-simplex number T (k,m), which can be defined as
the number of integer points in the set
T (k,m) := {x ∈ Rk+1+ |
k+1∑
i=1
xi = m− 1},
for k,m ∈ N>. Note that T (k, 2) is the number of integral points in the k-
dimensional standard simplex and that T (2,m) is also known as the mth triangular
number (see figure 3.5 for an example). It is easy to see that
m∑
i=1
T (k − 1, i) = T (k,m)
holds, using inductively that there are T (k − 1,m − i) different integer points in
T (k,m) with first component i for all i ∈ [m− 1]0.
Proposition 3.19 The full orbitope Op,q has T (q, 2
p) vertices, where T (k,m) de-
notes the mth k-simplex number.
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Proof. If x ∈ [m]k is a k-tupel x = (x1, . . . , xk) with entries x1 > x2 > . . . > xk,
we refer to x as an ordered (k,m)-tupel. Because of Observation 3.15, the number
of ordered (q, 2p)-tupels equals the number of vertices of the full orbitope. (Note
that each entry of an ordered (q, 2p)-tupel lies between 1 and 2p while the columns
of the orbitope have decimal representations between 0 and 2p − 1.)
We count the number of ordered (k,m)-tupels inductively. For k = 1, there are
T (1,m) =
m∑
`=1
1 = m
ordered (1,m)-tupels.
For k > 1, we observe that if x is an ordered (k,m)-tupel and entry x1 has value
`, then the remaining entries x2, . . . , xk form an ordered (k − 1, `)-tupel. Hence,
there are by induction T (k− 1, `) different (k,m)-tupels with entry x1 = ` possible.
Therefore, we get a number of
m∑
`=1
T (k − 1, `) = T (k,m)
ordered (k,m)-tupels.
T (k,m) can be computed by
T (k,m) =
(
m+ k − 1
k
)
=
1
k!
k∏
i=1
(m+ i− 1),
(which can for instance be shown using the properties of Pascal’s triangle). More-
over, it is easy to see that
(
k
`
)
>
(
k
`
)`
using induction and the identity
(
k
`
)
= k
`
(
k−1
`−1
)
.
This yields the following corollary.
Corollary 3.20 The number of vertices of the full orbitope grows exponentially in
p and q.
For orbisacks, the identity from Proposition 3.19 can be simplified.
Corollary 3.21 The orbisack Op,2 has
2p∑
k=1
k = 2p−1(1 + 2p)
vertices.
3.2.1.1.2 (k)-Packing and (k)-Partitioning Orbitopes
In [65], Kaibel and Pfetsch study packing or partitioning orbitopes, i.e. k-packing
and k-partitioning orbitopes with k = 1. They observe for example that for each
vertex v of O6p,q or O
=
p,q, the ”upper right triangle“ is fixed to 0:
Observation 3.22 For any vertex v of a packing or a partitioning orbitope, it holds that
vi,j = 0 for each (i, j) ∈ [p]× [q] with i < j.
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Figure 3.6: Example for upper triangle fixing for k-partitioning and k-packing. Here, k = 3,
p = 5 and q = 14. Any white entry is fixed to 0.
This observation implies that for partitioning orbitopes, v1,1 = 1 must hold, and
similarly, v`,1 = 1 must hold for packing orbitopes, where ` is the first row containing
a nonzero entry. We will generalize these results to k-packing and k-partitioning
orbitopes using basically the same argument as Kaibel and Pfetsch.
Proposition 3.23 Let k > 1 and let x be a vertex of packing orbitope O6kp,q or of
partitioning orbitope O=kp,q. Then the following equations hold for x:
xi,j = 0 for all i ∈ [p] and j ∈ [ik + 1..q].
(See figure 3.6.)
Proof. Assume the statement is false. Then there is an index (s, t) minimal with
respect to the total order on [p]× [q] such that xs,t = 1 and t > sk.
Since there are not more than k 1-entries in row s allowed, this implies that
there must be a column ` among the k indices [(s− 1)k + 1..sk] such that vs,` = 0.
Moreover, because of the minimality of (s, t), we know that vs,` = 0 even for all
i ∈ [s]. We move column t before column `, i.e. we shift all columns [`..t] cyclically
by one position to the right:
(1, . . . , `, . . . , t, . . . , q) 7→ (1, . . . , t, `, . . . , t− 1, t+ 1 . . . , q)
This gives a vector lexicographic larger than x. Contradiction.
Proposition 3.24 For partitioning orbitopes, the following equations hold addi-
tionally to the equations from Proposition 3.23:
q∑
j=1
xi,j = k
for all i ∈ [p].
Proof. Follows from the definition of partitioning orbitopes.
Kaibel and Pfetsch also give an inductive method to generate vertices of packing
and partitioning row by row. This can as well be extended to k-partitioning and
k-packing orbitopes in general.
We will construct row ` of some vertex v. For ` = 1 and packing orbitopes,
the first row can either contain only 0s or we fill the first row with up to k 1s on
positions v1,j , j ∈ [k], starting with v1,1. For partitioning orbitopes, v1,j = 1 for
all j ∈ [k] is the only possibility. Note that this automatically fixes for partitioning
orbitopes the split σk = 1, and for packing orbitopes there is a column j ∈ [k] such
that σj = 1 if the first row is not 0.
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` − 1  `. Note that for packing orbitopes, it is possible that all entries in the
list of splits σ are yet undefined. We choose now a family T of pairwise disjoint
ranges [s..t] ⊆ [q] with the following properties:
(i) If range [s..t] ∈ T , then there is no range in T starting at t+ 1.
(ii) For any range [s..t] ∈ T , either s = 1 or there is a split defined in σ with
σj = s− 1.
(iii) The total length |
⋃
I∈T I| equals k for partitioning orbitopes and is less or
equal k for packing orbitopes.
We set v`,j := 1 for all j ∈
⋃
I∈T I and v`,j := 0 otherwise. Moreover, for any
[s..t] ∈ T , if σt is undefined so far, we set σt := `.
Last, after defining the entries in row p, we set σj := p + 1 for any σj that is
undefined so far.
Remark 3.25 Note that the vertices of the packing orbitope O6p−1,q−1 can also be con-
structed from the vertices of the partitioning orbitope O=p,q by simply deleting the first
column and the first row in each vertex. On the other hand, one can construct from each
vertex of O6p−1,q−1 a vertex of O
=
p,q by means of linear map φ : R
[p−1]×[q−1] → R[p]×[q]
defined by
φ(x)i,j =
(
1−Pq−1i=1 xi,j , if j = 1
xi−1,j−1, otherwise
for all (i, j) ∈ [p]× [q].
Therefore, O=p,q and O
6
p−1,q−1 are affinely isomorphic (see [65]).
Similarly, we can construct any vertex of a k-packing orbitope O6kp−k,q−k from a vertex
of O=kp,q by deleting the first row and the first k columns. However, for k > 1, O
=k
p,q and
O6kp−1,q−k are not isomorphic anymore.
We make some observations additional to Observation 3.12 which concern special
cases of k-partitioning and k-packing orbitopes.
Observation 3.26
x For p = 1, the partitioning orbitope O=k1,q , and for arbitrary p, the partitioning
orbitope O=kp,k consist both of one vertex each.
x The packing orbitope O6kp,q is for p = 1 isomorphic to the full orbitope O1,k.
x For an arbitrary number of rows p, O6kp,k is isomorphic to Op,k.
x From Observation 3.12 it follows in particular that O=kp,k+1 is isomorphic to O
=
p,k+1.
Proposition 3.27 For k > 2 and p > 1, k-packing O6kp,q orbitopes and for k > 2,
p > 1, and q > k + 1, k-partitioning orbitopes are not isomorphic to knapsack
orbitopes.
Proof. For k-packing orbitopes, the proof is identical to the proof for full orbitopes
(Proposition 3.18).
For k-partitioning orbitopes, we observe that the 0/1-vectors shown in the top row
of figure 3.7 are in O=kp,q and the 0/1-vectors in the bottom row of figure 3.7 are not.
Assuming there is a knapsack inequality 〈c,x〉 6 b separating the allowed vectors
from the forbidden ones, we get inequalities
p∑
i=1
k∑
j=1
ci,j 6 b (3.5a)
p∑
i=1
k∑
j=1
ci,j − c2,k−1 − c2,k + c2,k+1 + c2,k+2 6 b (3.5b)
52 CHAPTER 3. MAPPING THE TERRAIN
1
1
2
2
kk
Figure 3.7: Vertices of the partitioning orbitope (top row) and vertices of the cube that are not
in the orbitope (bottom row).
and
p∑
i=1
k∑
j=1
ci,j − c2,k−1 + c2,k+1 > b (3.5c)
p∑
i=1
k∑
j=1
ci,j − c2,k + c2,k+2 > b. (3.5d)
Multiplying inequality (3.5a) with −1 and adding it to inequality (3.5c), we obtain
that
c2,k+1 > c2,k−1.
On the other hand, we can multiply inequality (3.5b) with −1 and add it to (3.5d)
to get
c2,k−1 > c2,k+1.
Contradiction.
3.2.1.1.3 (k)-Covering Orbitopes
As has been observed in the section on k-packing and k-partitioning orbitopes above,
O6kp,q is isomorphic to O
>q−k
p,q . Therefore, most of the facts concerning k-partitioning
and k-packing orbitopes can be transferred and adapted to k-covering orbitopes.
In particular, for q = 2 and k = 1, O>p,2 and O
6
p,2 are isomorphic. This opens the
way to a full facial description of covering orbitope O>1p,2 via [65]. (See page 70, in
particular Proposition 3.61.)
It is clear that for k > 1, the method of generation of vertices described for k-
packing and k-partitioning can also be applied to k-covering orbitopes; in this case,
one has to ensure that at least the first k entries in the first row are set to 1 and
|
⋃
I∈T I| > k for each row below.
We immediately obtain that all vertices of O>kp,q share the following property:
Proposition 3.28 Let k > 1. For any vertex x of O>kp,q, equations
x1,j = 1
hold for all j ∈ [k].
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Moreover, we obtain from Observation 3.26 and Proposition 3.27 the following
proposition.
Proposition 3.29 For k < q − 2 and p > 1, k-covering orbitopes O>kp,q are not
knapsack orbitopes.
3.2.1.2 Optimization and Complexity
3.2.1.2.4 Full Orbitopes
Lemma 3.13 shows how to generate all vertices of orbitope Op,q. Roughly speaking,
this can be done by “glueing” together an arbitrary vertex of Op−1,k and another
one of Op−1,q−k, and topping both with a row filled with k 1-entries followed by
q−k 0-entries. Note that 0 6 k 6 q, so in particular k = 0 or q−k = 0 are allowed.
This idea is the cornerstone of the construction of an algorithm for optimization
over full orbitopes. For a formal description of this algorithm, we introduce the
notion of bricks.
Definition 3.30 (Bricks) Let I := {[s..t] | [s..t] ⊆ [q]} be the family of all ranges
in [q]. We define the following sets of tupels
B•p,q := [p]× I × {black} and B
◦
p,q := [p]× I × {white}
as well as set
Bp,q := B
•
p,q ∪ B
◦
p,q.
We denote by b•k,[s..t] the elements of B
•
p,q and by b
◦
k,[s..t] the elements of B
◦
p,q.
Furthermore, we define a map
Mp,q : Bp,q →Mp,q
that maps any element bk,[s..t] ∈ Bp,q to a 0/1-matrix with p rows and q columns
and is defined by
(
Mp,q(b•k,[s..t])
)
i,j
=
{
1, if i = k and j ∈ [s..t]
0, otherwise
for all (i, j) ∈ [p]× [q].
and
Mp,q(b◦k,[s..t]) = 0p,q
for all k ∈ [p] and [s..t] ⊆ [q]. The matrices in Mp,q(Bp,q) are referred to as bricks.
Note that Mp,q is defined on B◦p,q only for sake of completeness; for the following
considerations, these bricks are not needed.
For the construction of the vertices of Op,q(Sq), we use two liftings φ
left,q :
R
p−1,k → Rp,q defined by
φleft,q(x)i,j =
{
0, if i = 1 or j > k
xi−1,j , otherwise,
and φright,q : Rp−1,k → Rp,k defined by
φright,q(x)i,j =
{
0, if i = 1 or j < q − k
xi−1,j−(q−k), otherwise,
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11 1 k k+1qq q
Figure 3.8: Vertices of a full orbitope over the full symmetric group can be generated recursively
row by row. There are basically three possibilities to put together a vertex.
where k 6 q in both cases. (Note that for k = q, it holds that φleft,q = φright,q.)
Lemma 3.13 shows that any vertex v of orbitope Op,q has one of the following three
forms. Either,
v = Mp,q(b•1,[1..q]) + φ
left,q(v′) (3.6a)
or
v = φleft,q(v′) (3.6b)
with v′ some vertex of Op−1,q in both cases, or
v = Mp,q(b•1,[1..k]) + φ
left,q(v′) + φright,q(v′′) (3.6c)
with v′ some vertex of Op−1,k, v
′′ some vertex of Op,q−k, and 0 < k < q. (For an
illustration of these three possibilities, see figure 3.8.)
Next, we tackle the problem P of linear optimization (maximization) over full
orbitope Op,q. Any instance P(p, q, c) of this problem is described by some cost
vector c ∈ Q[p]×[q], and we aim to find a vector x? ∈ Op,q such that
〈x?, c〉 = max{〈c,x〉 | x ∈ Op,q}. (3.7)
Let
ζP(p,q,c) := 〈x
?, c〉
denote the objective value of the optimal solution.
Lemma 3.31 Let c ∈ R[p]×[q] be some cost vector and let x? be an optimal solution
to instance P(p, q, c). Then
〈c,x?〉 = (3.8)
= max
({ q∑
j=1
c1,j + ζP(p−1,q,c[2..p]×[q])
}
∪
{
ζP(p−1,q,c[2..p]×[q])
}
∪{ k∑
j=1
c1,j + ζP(p−1,k,c[2..p]×[1..k]) + ζP(p−1,q−k,c[2..p]×[k+1..q])
∣∣∣ k ∈ [q − 1]}),
where c[i..j]×[k..`] denotes the submatrix of c defined by rows i through j and columns
k through `.
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Proof. We build x? according to Lemma 3.13 either from the combination of two op-
timal solutions to subproblemsP(p−1, k, c[2..p]×[1..k]) and P(p−1, q−k, c[2..p]×[k+1..q])
or from the optimal solution to subproblem P(p− 1, q, c[2..p]×[q]).
Note that equation (3.8) is the Bellman equation for a dynamic programming
algorithm to linearly optimize over Op,q(Sq).
For a description of this algorithm, we first extend the set Bp,q by adding an
element b0,[1..q] which will serve as final state in the algorithm; that is, we define set
B0p,q := Bp,q ∪ {b0,[1..q]}.
Next, we define a dynamic programming table L containing one entry L(bi,[j..k]) for
each element in B0p,q.
x For element b•
k,[s..t], 1 6 k < p and [s..t] ⊆ [1..q], entry L(b
•
k,[s..t]) stores the
value
ζP(p−k,t−s+1,c[k+1..p]×[s..t]) +
t∑
i=s
ck,i.
x For element b◦
k,[s..t], 1 6 k < p and [s..t] ⊆ [1..q], entry L(b
◦
k,[s..t]) stores the
value
ζP(p−k,t−s+1,c[k+1..p]×[s..t]).
x For elements b•
p,[s..t] in row p, [s..t] ⊆ [1..q], we set
L(b•p,[s..t]) :=
t∑
j=s
cp,j ,
x and for elements b◦
p,[s..t] in row p, [s..t] ⊆ [1..q], we define
L(b◦p,[s..t]) := 0.
x Last, L(b0,[1..q]) stores the optimal objective value to P(p, q, c).
The complete algorithm is shown in figure 3.9. Note that in the form shown there,
only the optimal objective value is computed. However, if one stores in each state
which predecessor node(s) are used to derive the respective partial solution, then
one can easily reconstruct the set of nodes S ⊂ B0p,q that take part in establishing
the optimal objective value. The optimal solution is then given by
x? =
∑
b•
k,[s..t]
∈S∩B•p,q
Mp,q(b•k,[s..t]).
Theorem 3.32 The algorithm in figure 3.9 works correctly.
Proof. Follows from Lemma 3.31.
Theorem 3.33 The algorithm in figure 3.9 has running time O(pq3).
Proof. There are O(pq2) entries in L. For each entry, the computation needs time
of O(q). Hence over all, we need time O(pq3).
The algorithm for optimization over full orbitopes is based on dynamic program-
ming. Hence, we can define a directed hypergraph associated with this algorithm
(see section 2.3). Any vertex of the full orbitope can be mapped to a hyperpath in
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Data: cost vector c ∈ R[p]×[q]
Result: optimum max{〈c,x〉 | x ∈ Op,q}
// Initialize
foreach [s..t] ∈ [q] do
L(b•p,[s..t])←
∑t
j=s cp,j;
L(b◦
p,[s..t])← 0;
end
// Build up L row by row
k← p− 1;
while k 6= 0 do
foreach [s..t] ∈ [q] do
L(b•k,[s..t])←
∑
j∈[s..t]
ck,j+max
(
{L(b•k+1,[s..t]), L(b
◦
k+1,[s..t])} ∪
{L(b•k+1,[s..`]) + L(b
◦
k+1,[`+1..t]) | s 6 ` < t}
)
;
L(b◦k,[s..t])← max
(
{L(b•k+1,[s..t]), L(b
◦
k+1,[s..t])} ∪
{L(b•k+1,[s..`]) + L(b
◦
k+1,[`+1..t]) | s 6 ` < t}
)
end
k ← k − 1;
end
// Global solution
L(b0,[1..q])← max
(
{L(b•1,[1..q]), L(b
◦
1,[1..q])} ∪
{L(b•1,[1..`]) + L(b
◦
1,[`+1..q]) | 1 6 ` < q}
)
return L(b0,[1..q]);
Figure 3.9: Algorithm for finding max{〈c,x〉 | x ∈ Op,q(Sq)}. The algorithm can straight-
forwardly be adjusted such that it also allows to reconstruct the optimal solution recursively.
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this hypergraph. In what follows, we will briefly characterize the DP-hypergraph
H = (B,A) with vertex set B and hyperarc set A that is associated with the DP-
algorithm from above (in the following referred to as the orbitope hypergraph) and
append some polyhedral results.
The vertex set B is partitioned into subsets B0 unionmulti B1 unionmulti . . . unionmulti Bp defined as follows:
Bi :=

{bi,[1..q]}, if i = 0
{b•
i,[1..s] | 1 6 s 6 q} ∪ {b
◦
i,[s..q] | 1 6 s 6 q}, if i = 1
{b•
i,[s..t] | 1 6 s 6 t 6 q} ∪ {b
◦
i,[s..t] | 1 6 s 6 t 6 q}, otherwise
for all i ∈ [p]0. We refer to nodes corresponding to elements in B•p,q as black nodes
and to nodes associated with elements in B◦p,q by white nodes.
The set of hyperarcs A is defined as{(
{b•i,[s..`], b
◦
i,[`+1..t]}, bi−1,[s..t]
) ∣∣∣ b•i,[s..`], b◦i,[`+1..t] ∈ Bi, bi−1,[s..t] ∈ Bi−1 ∀i ∈ [p]} ∪{(
bi,[s..t], bi−1,[s..t]
) ∣∣∣ bi,[s..t] ∈ Bi, bi−1,[s..t] ∈ Bi−1 ∀i ∈ [p]}.
We denote in the following the final state b0,[1..q] also by bt.
Observation 3.34
(a) It is easy to see that H = (B,A) is in fact a DP-hypergraph: it has a unique sink
bt and it is an acyclic B-hypergraph. The set of sources is Bp. Obviously, the map
R : bi,[j..k] 7→ [j..k] constitutes a reference system R satisfying alternative criterion
[dph3’].
(b) Each Bp-bt-hyperpath in this DP-hypergraph corresponds uniquely to a vertex of Op,q
and vice versa. This follows from the construction of vertices as described on page 53 ff.
An example for a composition of a vertex is shown in figure 3.10. The nodes of the
hypergraph are in this illustration ordered by color and by sets Bi they are contained
in, so brick b•i,[j..k] can be found among the black nodes in Bi in row j and column k.
(c) The number of arcs in H is
|A| = 1 + 2
3
q − 3q2 + 2pq2 + 5
3
pq +
1
3
pq3 − 2
3
q3 = O(pq3)
Proof. Let H associated with Op,q and denote by hq,i (h˜q,i) the number of hyperarcs
with two (one) vertices in the tail, respectively, that are leaving from set Bi and ending
in set Bi−1.
x For i = 1, hq,1 = q − 1 and h˜q,1 = 2.
x For i = 2, it holds that for any hyperarc a with | tail(a)| = 2 either b•i,[1..s] ∈
tail(a) or b◦i,[s..q] ∈ tail(a) (or both) for some s ∈ [q]. Moreover, the first kind
of arcs has a black node in the head, the second one a white node. Hence,
hq,2 = q(q − 1); on the other hand, h˜q,2 = 4q.
x Let i ∈ [3..p]. Clearly, h2,i = 2. We proceed from q−1 to q. Then hq,i = hq−1,i+
h′q,i, where h
′
q,i counts those hyperarcs a with | tail(a)| = 2 and b◦i,[s+1..q] ∈ tail(a)
for s ∈ [1..q−1]. For each value of s, these are 2s hyperarcs, namely the hyperarcs
({b•i,[`..s], b◦i,[s+1..q]}, bi−1,[`..q]) for ` ∈ [1..s]. Hence
hq,i = hq−1,i + q(q − 1) = q(q − 1)(q + 1)/3
On the other hand, h˜q,i = 2q(q + 1).
(d) The number of nodes of H is
|B| = 1 + 2q + 1
2
(p− 1)q(q + 1)
Now, we will focus on the polyhedral aspects.
58 CHAPTER 3. MAPPING THE TERRAIN
B0
B1
B2
B3
B4
Figure 3.10: The composition of a vertex of the full orbitope (O4,6, in this case) by bricks. The
complete vertex is shown on the top left. On the left side, one can see the relevant entries of the
bricks in use. On the right side, the corresponding B4-bt-hyperpath is shown, together with the
complete set of nodes B of the DP hypergraph associated with orbitopes. Black nodes correspond
to elements in B•p,q and white nodes to elements in B
◦
p,q . The node set is partitioned into subsets
B0 through B4 as described in the text. The nodes are ordered in arrays such that bk,[s..t] can be
found in Bk in row s and column t.
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Definition 3.35 We denote by Parc(H) the Bp-bt-hyperpath polytope in arc vari-
ables and by Pnode(H) the Bp-bt-hyperpath set polytope.
It is easy to obtain a complete linear description of Parc(H) by means of Theo-
rem 2.14 due to Martin et al..
Corollary 3.36 Denoting by y ∈ {0, 1}A the incidence vector of a hyperpath in arc
variables, the following inequalities provide a full description of Parc(H):∑
a∈δin
H
(bt)
ya = 1 (3.9)
∑
a∈δin
H
(bi,[s..t])
ya −
∑
a∈δout
H
(bi,[s..t])
ya = 0 ∀bi,[s..t] ∈
p−1⋃
i=1
Bi (3.10)
ya > 0 ∀a ∈ A (3.11)
As a consequence, one can derive from this linear description an extended for-
mulation for the orbitope Op,q using a linear transformation which is based on the
following observation:
Observation 3.37 If the hyperpath enters some node bi,[j..k] ∈ B, then this corresponds to
fixing entries xi,j through xi,k in the associated vertex x of the orbitope to either 1 or 0
(depending on the color of the node). On the other hand, each entry xi,j of an orbitope
vertex is determined by the choice of one node bi,[s..t] ∈ B with 1 6 s 6 j 6 t 6 q. In
particular, if xi,j = 1, then the hyperpath corresponding to x must have been using one
black node in {b•i,[s..t] | 1 6 s 6 j 6 t 6 q}, and this means at the same time that one arc
in the outstars of these nodes has been used.
Lemma 3.38 There is a linear projection of Parc(H) to Op,q that establishes to-
gether with the linear description from Corollary 3.36 an extended formulation for
the orbitope.
Proof. Let linear projection ϑ : Parc(H)→ Op,q be defined as follows:
ϑ : RA → R[p]×[q], xi,j =
∑
16s6j6t6q
∑
a∈δout
H
(b•
i,[s..t]
)
ya
⊆©ϑ(Parc) ⊆ Op,q. ⊇©On the other hand, the DP-algorithm allows to generate for
each vertex of the orbitope one Bp-bt-path in H , so Op,q ⊆ ϑ(Parc).
Remark 3.39 Of course, we can similarly project Pnode(H) to Op,q , by means of a projec-
tion eϑ : Pnode(H)→ Op,q defined by
xi,j =
X
16s6j6t6q
ubi,[s..t] ,
where u ∈ Pnode(H).
It is obvious that the algorithm from figure 3.9 can be seen as the computation
of the length of a Bp-bt-hyperpath in H of maximal length.
3.2.1.2.5 Packing and Partitioning Orbitopes
The first optimization algorithm over orbitopes with symmetric groups has been
given by Kaibel and Pfetsch for packing and partitioning orbitopes in [65]. In its
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i
j
s
t
1
1
1
1
1
1
0
00
000
0 0
0
0
00
0
0
0 0 0
00
0
Figure 3.11: Digraph giving an extended formulation for partitioning orbitopes. The nodes in-
side the gray area correspond to the entries of the vertex of the partitioning orbitope; entries in
the upper right triangle are fixed to 0 and are therefore disregarded for the digraph (see Observa-
tion 3.22). In each row, one can either put the 1-entry within the columns used so far or one can
extend the column range by one. For each row, the s-t-path encodes the maximal allowed column.
Modifying the setting to packing orbitopes is simply done by making column j = 1 encode whether
a 0-row is used or not.
initial form, it had time complexity of O(p2q) in a unit-cost model. Later, it has
been improved by Faenza and Kaibel [35] to time O(pq). On the way, they devel-
oped an extended formulation which relies on the fact that any vertex of the packing
and partitioning orbitope induces an s-t-path in an acyclic network. We will briefly
plot their idea in the partitioning setting which can easily be adapted to packing
orbitopes.
Assuming p > q > 1, we start by defining the vertex set of a DAG D = (V ,A) as
V := {(i, j) ∈ [p]× [q] | i 6 j} unionmulti {s, t}.
For the arc set, we set
A := {
(
(i, j), (i+ 1, j)
)
| (i, j) ∈ V with i < p}
and
A  := {
(
(i, j), (i+ 1, j + 1)
)
| (i, j) ∈ V with i < p and j < q}.
Then the whole arc set A is defined as
A := A  ∪ A ∪ {
(
s, (1, 1)
)
} ∪ {
(
(p, j), t
)
| j ∈ [q]}.
(See figure 3.11 for an example.)
The main idea is that for optimization, it is not necessary to construct the whole
vertex of a partitioning orbitope: it suffices to decide in row ` whether one stays
within the columns used so far or uses a “new” column.
Let the cost functional be 〈c,x〉 with given cost vector c ∈ Q[p]×[q] and assume
we aim to find
ζ := max({
∑
(i,j)∈[p]×[q]
ci,jxi,j | x ∈ O
=
p,q}).
This can be done by fixing the following arc weights in D:
x arc (s, (1, 1) gets weight c1,1,
x any arc
(
(i, j), (i+ 1, j)
)
∈ A gets weight max({ci+1,k | k ∈ [j]}),
x any arc
(
(i, j), (i+ 1, j + 1)
)
∈ A  gets weight ci+1,j+1, and
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x all other arcs get weight 0.
Obviously, the length of a longest s-t-path in D is exactly the optimum value and
ζ can be found in time O(pq).
The isomorphy between O6p,q and O
=
p+1,q+1 (remark 3.25) makes it easy to adapt
the algorithm to the packing case.
3.2.1.2.6 k-Packing, k-Partitioning, k-Covering and related Orbitopes
Optimization becomes in general hard as soon as the upper, exact or lower bounds
on the number of 1s in each row of the solution become larger than 1. More precisely,
we will show in the following that optimization over k-covering orbitopes is already
NP-hard for k = 1, while k-packing and k-partitioning become both NP-hard with
k > 2, as long as the respective orbitopes have sufficiently many rows and columns.
However, optimization over k-covering, k-packing, k-partitioning and fixed row
sum orbitopes can all be done in polynomial time for constant number of rows or
columns. (See propositions 3.53 and 3.52.)
Before proving these facts, we will formulate the decision problems associated
with the optimization problems above.
Problem 3.40 (Orbitopal k-Packing) Given a number of rows p, a number of columns
q, an objective vector c ∈ R[p]×[q], an integer k > 2 and a bound B: is there a vertex
v? ∈ O6kp,q such that 〈v?, c〉 6 B?
Problem 3.41 (Orbitopal k-Partitioning) Given a number of rows p, a number of
columns q, an objective vector c ∈ R[p]×[q], an integer k > 2 and a bound B: is there
a vertex v? ∈ O=kp,q such that 〈v?, c〉 6 B?
Problem 3.42 (Orbitopal k-Covering) Given a number of rows p, a number of columns
q, an objective vector c ∈ R[p]×[q], and a bound B: is there a vertex v? ∈ O>kp,q such that
〈v?, c〉 6 B?
Problem 3.43 (Orbitopal Fixed Row Sum Partitioning) Given a number of rows p, a
number of columns q, an objective vector c ∈ R[p]×[q], and a bound B: is there a vertex
v? ∈ O=kp,q such that 〈v?, c〉 6 B? (Note that in contrast to Orbitopal k-Partitioning,
k is a vector here; its entries are fixing the row sums independently from each other.)
We will reduce Minimum Exact Cover (exact set cover) to Orbitopal k-
Partitioning.
Problem 3.44 (Minimum Exact Cover) Given is a family C = {S1, . . . ,Sn} of sets Si
and a bound B. Let S := ∪Si∈CSi. Is there a subset C? ⊆ C with |C?| 6 B,
S
Si∈C
? Si = S
and C? partitioning S?
Remark 3.45 Minimum Cover is the slighty weaker problem than Minimum Exact
Cover; here, C? is required to contain at least one set Si for each element x in SSi∈C SiC? such that x ∈ Si.
However, Minimum Cover is already strongly NP-hard and hard to approximate.
Feige [38] showed that there cannot be a (1 − ) ln(|S|) approximation algorithm for any
 > 0, unless NP contains problems only solvable with certain super-polynomial time
algorithms. Lund and Yannakakis ([80]) show that Minimum Exact Cover is at least as
hard to approximate than Minimum Cover.
To reduce Minimum Exact Cover to Orbitopal k-Partitioning, we con-
struct for k > 2 an objective vector c(C, k) depending on the given family of sets
C = {S1,S2, . . . ,Sn} and on the bound k on the number of 1-entries in each row of
the orbitope vertex. Any optimal solution to the optimization problem
min({〈c(C, k),x〉 | x ∈ O=kp,q}) (3.12)
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will yield an optimal exact set cover of set
S :=
n⋃
i=1
Si
and vice versa.
We define an ordered family C˜ = C × {1, 2} as
C˜ := {(S1, 1), (S1, 2), (S2, 1), (S2, 2), (S3, 1), (S3, 2), . . .}.
Moreover, let α and β be two weights in Q+ that will later be fixed to appropriate
values. We compose the objective c(C, k) from the following eight submatricesM1,1
through M4,2:
M1,1 := {−α}[1]×[k], M1,2 := {0}[1]×
eC,
M2,1 ∈ {0,−α}C×[k], with m2,1i,j :=
{
−α, for j < k − 1
0, otherwise,
M2,2 ∈ {−α, α}C×
eC, with m2,2i,j :=
{
−α, for (i, j) ∈
{(
S`, (S`, 1)
)
,
(
S`, (S`, 2)
)}
, ` ∈ |C|
α, otherwise,
M3,1 ∈ {−α, 0}C×[k], with m3,1i,j :=
{
−α, for j < k
0, otherwise,
M3,2 ∈ {β/2, α}C×
eC, with m3,2i,j :=
{
β/2, for (i, j) =
(
S`, (S`, 1)
)
α, otherwise,
M4,1 ∈ {−α, α}S×[k], with m4,1i,j :=
{
−α, for j < k
α, otherwise,
M4,2 ∈ {0, α}S×
eC, with m4,2i,j :=
{
−β, for (i, j) =
(
s, (S`, 2)
)
with s ∈ S`
α, otherwise.
Cost vector c(C, k) is then a composition of these submatrices:
c(C, k) :=

M 1,1 M1,2
M 2,1 M2,2
M 3,1 M3,2
M 4,1 M4,2
 (3.13)
See figures 3.12 and 3.13 for an example with S = {a, b, c, d, e, f}, set system C ={
{a}, {b}, {c, e}, {a, b, c}, {a, d}, {d, e}
}
and k = 3. Note that in each solution v ∈
O=k|S|+2|C|+1,k+2|C| subject to a cost vector (3.12), we will interpret a 1-entry in the
part of the solution corresponding to submatrix M4,2 as a covering of the element
corresponding to that row. On the other hand, a 1-entry in the part of the solution
that corresponds to M 3,2 indicates which subset is responsible for this covering.
Proposition 3.46 Minimum Exact Cover can be reduced to Orbitopal k-
Partitioning for k > 2, p > 4 and q > k + 2 in polynomial time.
Proof. We choose α big enough such that any c(C, k)-minimal vertex v? ∈ O=kp,q has
1 at −α-positions and 0 at α-positions, and define β := 1. Matrix c(C, k) as defined
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S1
S2
S3
S4
S5
S6
a
b c
d e
Figure 3.12: Example instance for minimum set cover with sets S1 through S6 over a ground
set S = {a, b, c, d, e}.
S1 S2 S3 S4 S5 S6
a
b
c
d
e
Figure 3.13: Objective vector associated with the instance of a minimum cover problem from
figure 3.12. We are minimizing over O=3p,q here. Black “+” correspond to components +α, black
“−” correspond to −α, gray “+” correspond to +β/2, and gray “−” correspond to −β. White
cells contain 0-entries. α is chosen such that all components of a solution corresponding to cells
with gray background are a priori fixed to 0 and 1, respectively, as described in the proof of
Proposition 3.46.
64 CHAPTER 3. MAPPING THE TERRAIN
in (3.13) can obviously be generated in time polynomial in the size of the instances
of Minimum Exact Cover.
Hence, in any of the last |S| rows of v?, there remains exactly one 1 to be set to
one of the −1-positions. However, this requires a 1 at the respective +1/2-position
in M3,2.
A solution v? constructed in such way has value
〈c(C, k),v?〉 = K2 − |S|(kα − α+ 1)− |C|α(2k − 1)− kα
where K is the number of 1s in the part of the solution vector corresponding to
submatrix M3,2; hence, K is the number of chosen subsets. The minimality of
〈v?, c(C, k)〉 guarantees the minimality of the set cover and the constant row sum
ensures that all elements are covered by exactly one subset.
On the other hand, if one has a solution for an instance of Minimum Exact
Cover, it is easy to construct a solution for the associated instance of Orbitopal
k-Partitioning from it.
Hence, we can cover S with K or less sets from C if and only if the associated
optimization problem (3.13) has value K2 − |S|(kα − α+ 1)− |C|α(2k − 1)− kα or
smaller.
Note that problems 3.40, 3.41, 3.42, and 3.43 are all in NP . This yields
Corollary 3.47 Orbitopal k-Partitioning is NP-complete for all problems
with k > 2, p > 4 and q > k + 2.
The same cost function c(C, k) as defined above for k-partitioning orbitopes can
be used to reduce Minimum Cover to Orbitopal k-Packing, similarly to above.
We obtain
Proposition 3.48 Orbitopal k-Packing is NP-complete for all problems with
k > 2, p > 4 and q > k + 2.
Proof. To construct an optimal solution v? for cost vector c(C, k), we proceed as
described in the proof for the partitioning case. Since 〈v?, c(C, k)〉 has to be as
small as possible, we obtain that in each of the last |S| rows, exactly k entries must
be set to 1.
Exploiting the isomorphy between O6kp,q and O
>q−k
p,q (Observation 3.12), we obtain
Corollary 3.49 Orbitopal k-Covering is NP-complete for all problems with
k > 2, p > 4 and q > k + 2.
Remark 3.50 It is also possible to reduce Weighted Set Cover to Orbitopal k-
Packing, Orbitopal k-Partitioning, and Orbitopal k-Covering. Differing from
Minimum (Exact) Cover, in Weighted (Exact) Set Cover, there are weights wi ∈
Q
+ associated with the sets Si ∈ C. The task is to find a set cover with minimal total
weight. Hence, Weighted Set Cover with weights wi = 1 for all i ∈ n becomes Mini-
mum (Exact) Cover. For Weighted (Exact) Set Cover, one can use essentially the
same reductions as above with the following adaptions in the respective cost vector:
x InM 3,2, entry β/2 is replaced by weight wi/2 associated with the respective set Si.
x In M 4,2, the entry −β is chosen as −max({wi | i ∈ [n]}).
Remark 3.51 The complexity results concerning partitioning orbitopes imply that Or-
bitopal Fixed Row Sum Partitioning is also NP-hard, as long as ki > 2 for all ki ∈ k,
i ∈ [p]. This can also be shown directly, since it is not too difficult to modify the cost
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vector as defined in (3.13) such that in each row of submatrix M 3,2, one 1-entry can be
positioned, and in each row of matrix M 4,2, at least one 1 can be positioned in each row.
In contrast to the results obtained so far, optimization over all the aforementioned
orbitopes can be done in polynomial time as long as the number of columns or rows
are not part of the input.
Let us start with a fixed number of columns. The number of possible split patterns
is bounded by O(pq) (see Observation 3.9). Therefore, if we can show that it is
possible to compute in a time that is polynomial in p for a given split pattern
σ ∈ [p+ 1]q−1 and an objective vector c ∈ Q[p]×[q] a vertex of one of the orbitopes
in focus that produces an objective value which is minimal among all vertices with
the same split pattern, we are finished.
How can this solution be constructed? The main idea is to define for each row a
family of ranges T similar to the family used in the construction of vertices from
page 50.
For this, we define for row ` a sequence (sj) as follows: s1 := 1 and, for t > 1,
st = min({j ∈ [st−1 + 1..q − 1] | σj 6 `})
We add all ranges [sj ..sj+1] to T . For each range, we have to distinguish three
cases:
(i) σsj+1 = `; then we set all entries v`,k with k ∈ [sj ..sj+1] to 1.
(ii) σsj−1 = `; then we set all entries v`,k with k ∈ [sj ..sj+1] to 0.
(iii) Otherwise, we can either set the entries v`,k with k ∈ [sj ..sj+1] either all to 1
or all to 0.
For full orbitopes with no restriction on the number of 1s per row, we would
choose v`,k = 1 for all k ∈ [sj ..sj+1] if and only if
∑
k∈[sj ..sj+1]
c`,k < 0. This is
different for k-packing, k-partitioning and k-covering orbitopes. Here, the ranges in
the third case require the solution of a subset sum or a knapsack problem for row
`. However, these subproblems can be solved by enumeration in time O(2q) which
is constant in the size of the input. Hence, we obtain the following proposition:
Proposition 3.52 Optimization over k-partitioning, k-packing, k-covering and
fixed row sum orbitopes can be done in polynomial time if the number of columns is
fixed.
Next, we assume that the number of rows is part of the input. In this case,
we will generate vertex v of a k-packing, k-partitioning, k-covering or a fixed row
sum orbitope column by column. There are 2p possibilities to choose from when
building column v∗,j . However, we have to exclude those columns that are lexico-
graphically larger than column v∗,j−1, as well as those columns that violate the row
sum conditions.
For this purpose, we define an acyclic digraph D = (V ,A). In what follows, we
will show what this digraph looks like in the case of fixed row sum orbitope O=kp,q .
(The construction can easily be adapted to other orbitopes.)
The node set is defined as
V := [q]× {0, 1}p × [k]p0 ∪ {s, t},
where k := max({ki | i ∈ p}) is the maximal entry in the vector k defining the row
sums. Node (j,y, z) will be identified with the choice of vector y as column v∗,j in
case of
∑j
`=1 vi,` = zi for all i ∈ [p].
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The arc set A contains the following arcs:(
s, (1,y,y)
)
for all y ∈ {0, 1}p and(
(j,y, z), (j + 1,y′, z + y′)
)
for all j ∈ [q − 1], y,y′ ∈ {0, 1}p with y < y′,
and z ∈ [k]p0.
Additionally, there exist arcs that are specific for the orbitope. For the fixed row
sum orbitope O=kp,q , these are the following ones:(
(q,y, z), t
)
for all y ∈ {0, 1}p and z = k
It is obvious that there is a one-to-one-correspondence between the s-t-paths in D
and the vertices of O=kp,q . Let now c ∈ R
[p]×[q] be the given cost vector. We will
solve the minimization problem
min({〈x, c〉 | x ∈ O=kp,q}) (*)
by assigning weights
〈c∗,1,y〉 to each arc
(
s, (1,y,y)
)
∈ A,
〈c∗,j+1,y′〉 to each arc
(
(j,y, z), (j + 1,y′, z + y′)
)
∈ A, and
0, to each arc
(
(j,y, z), t
)
∈ A.
A shortest s-t-path in D corresponds then to a minimal solution for (*).
The cardinality of V is within O(q2pkp), and the cardinality of E is within
O(q22pk2p). It costs O(|V|+ |E|) to bring V into topological order (which is possible
since D is acyclic); a shortest path can then be found in time O(|E|).
Since k-partitioning, k-packing and k-covering orbitopes can be treated similarly,
we obtain the following proposition:
Proposition 3.53 If the number of rows is not part of the input, one can opti-
mize over k-partitioning O=kp,q, k-packing O
6k
p,q , k-covering O
>k
p,q and fixed row sum
orbitopes O=kp,q in linear time O(q).
3.2.1.3 Dimension
Before we focus on the facial structure of the orbitopes, we briefly study their
dimension. As the characterization of vertices (see page 45) already indicated, only
full orbitopes are full dimensional.
Lemma 3.54 The full orbitope Op,q is full dimensional, i.e. it has dimension pq.
Proof. For any (i, j) ∈ [p]× [q], we define a vector vi,[j] with components
v
i,[j]
s,t :=
{
1, if s = i and t ∈ [j]
0, otherwise.
Together with 0p,q, this gives a set of pq + 1 affinely independent points that are
vertices of the orbitope.
Lemma 3.55 Writing q as mk + n with m,n ∈ N and n < k, the packing orbitope
O6kp,q has dimension
pq −
m(m− 1)
2
k −mn.
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Figure 3.14: Examples concerning the packing orbitope O63p,q . Set I is marked gray in the left
image. The middle image shows vertex u(2, 5), while the right image shows vertex u(6, 8).
Proof. Let S := {(i, j) ∈ [p]× [q] | 1 6 j 6 min({q, ik})}. In each vertex v of O6kp,q ,
the upper right stepped triangle is fixed to 0, that is:
vi,j = 0 for all (i, j) ∈ ([p]× [q])r S. (*)
This makes m(m−1)2 k +mn equations.
We define now the set
I := {(i, j) ∈ [p]× [q] | j ∈ [((i− 1)k + 1)..ik]} ∪ {(0, 0)}
(see figure 3.14 left). Since there is for each column in [q] at most one element in
I, we can order set I columnwise. This order is denoted by <I .
x For each (s, t) ∈ I, we define a vector u(s, t) ∈ [p] × [q] with components
ui,j(s, t) = 1 for all (i, j) 6I (s, t), (i, j) ∈ I r {(0, 0)}. Otherwise, vector
u(s, t) has only 0-entries. (See figure 3.14 middle.) Note that u(0, 0) = 0p,q
by this definition.
x For each (s, t) ∈ S r I, we define vector u(s, t) as es,t +u(s′, j − 1), where s′
is choosen such that (s′, j − 1) ∈ I. (See figure 3.14 right.)
We obtain by this a set of pq − m(m−1)2 k − mn + 1 affinely independent vertices
u(i, j) of O6kp,q .
For the vertices of the k-partitioning orbitope, the equation set (*) is also valid.
However, we find more valid equations.
x In the first row of each vertex v, the first k entries are fixed to 1:
x1,j = 1 for all j ∈ [k]. (**)
x In the second row, it holds that
x2,k−j+1 + x2,k+j = 1 (***)
for all j ∈ [k].
x For every row i ∈ [p], it holds that
∑
t∈[q] xi,t = k. (In fact, this follows for
rows 1 and 2 already from equations (*), (**), and (***)).
Therefore, at least m(m−1)k2 +mn+2k+p−2 equations are holding for O
=k
p,q , where
m and n are defined as in Lemma 3.55. This leads to the following observation:
Observation 3.56 Let q = mk + n with m,n ∈ N and n < k. Then the dimension of the
partitioning orbitope O=kp,q is bounded from above by pq − m(m−1)k2 −mn− 2k − p+ 2.
It is an open question whether this bound is tight or not.
For the covering orbitope O>kp,q , the first k entries in the first row are fixed to 1.
This gives the following set of equations:
x1,j = 1 for all j ∈ [k].
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Figure 3.15: For this example concerning covering orbitopes, p = 5, q = 11 and k = 8. Therefore,
k = 2(q − k) + 2, m = 2 and n = 2 and the black entries in rows 1 through m+ 1 = 3 are fixed to
1, while the first entry in the fourth row can be 0. Gray positions are not necessarily fixed to 1.
Figure 3.16: Constructing affinely independent vertices of the covering orbitope.
For the second row, one has to distinguish two cases: Either, 2k 6 q or 2k > q. If
2k 6 q, then we can place k 1-entries into columns [k + 1..2k], which means that
columns [k] may contain 0-entries. However, if 2k > q, we are forced to place into
columns [k] at least 2k − q 1-entries, starting from column 1. This implies that in
this case, the equations
x2,j = 1 for all j ∈ [2k − q]
are holding. This can be iterated; if for the ith row it holds that ik > (i− 1)q, then
we are forced to place ik − (i − 1)q 1-entries into the first columns. Figure 3.15
shows an example for k = 8 and q = 11.
Hence, we obtain the following observation:
Observation 3.57 If q > 2k, then we get k equations. If q < 2k, then we decompose
k into m(q − k) + n with m,n ∈ N and n < q − k. In this case, there are at least
m(m+1)
2
(q − k) + (m+ 1)n equations valid for the covering orbitope O>kp,q.
Lemma 3.58 If 2k 6 q, then the dimension of O>kp,q is pq − k.
Proof. Define a vector
w(v) :=
(
1
1,k
v 0
1,q−k
v
1
p−1,k
v v
)
in {0, 1}[p]×[q] that is composed from a row vector 11,k filled with k 1-entries, a
row vector 01,q−k filled with q − k 0-entries, a vector 1p−1,k with p− 1 rows and k
columns filled with 1s only, and an arbitrary vertex v of the full orbitope Op−1,q−k.
Then w(v) is a vertex of O>kp,q . Similarly,
w˜(u) :=
(
1
1,k
v 0
1,q−k
v
u 1p−1,q−k
)
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is also a vertex of O>kp,q , where u ∈ Op−1,k. (See figure 3.16 for examples.)
To construct a set of affinely independent vertices of O>kp,q , we will now adopt the
construction of vertices of the full orbitope from the proof of lemma 3.54. Consider
the vertices w(vi,[j]) and w˜(ui
′,[j′]) with (i, j) ∈ [p − 1] × [q − k] and (i′, j′) ∈
[p− 1]× [k], and add to these for j ∈ [q − k]0 the set of vertices(
11,k v
1,[j]
1p−1,k 0p−1,q−k
)
,
where v1,[j] ∈ O1,q−k and v1,[0] is identified with 01,q−k. This gives a set of
(p− 1)k + (p− 1)(q − k) + q − k + 1 = pq − k + 1
vertices of O>kp,q which are obviously affinely independent.
The dimension of O>kp,q for 2k > q is an open question.
3.2.1.4 Facial Structure
3.2.1.4.7 (k)Packing and (k)Partitioning Orbitopes
For k = 1, Kaibel and Pfetsch gave a complete linear description for k-packing and
k-partitioning orbitopes. For this, they introduced a class of inequalities valid for
packing and partitioning orbitopes.
Definition 3.59 (Shifted column inequalities) Let (α, ζ) ∈ [p]× [q] with α 6 ζ and
let C be a set of α− ζ + 1 column indices ci ∈ [q] with the property that 1 6 c1 6
c2 6 . . . 6 cα−ζ+1 < ζ. Moreover, let k some column such that ζ 6 k 6 min({q, ζ}).
Then
min({q,α})∑
j=k
xα,j −
α−ζ+1∑
i=1
xi+ci−1,ci 6 0
is called a shifted column inequality.
Proposition 3.60 ([65]) Let k = 1. The nonnegativity constraints, the shifted
column inequalities and the row sum inequalities
q∑
j=1
x`,j 6 1 for all ` ∈ [p]
provide a complete description for packing orbitopes.
Replacing the row sum inequalities by equations, we obtain a complete description
for partitioning orbitopes.
For k > 2, no ”nice“ linear description can be expected, since optimization is
NP-hard.
However, it is clear that if ax 6 b defines a facet of O6kp,q , then reading the
columns of a backwards and multiplying them by −1 must give the normal of a
facet of O>q−kp,q ; this follows from the isomorphy of both. Similarly, any facet of
O=kp,q corresponds to a facet of O
=q−k
p,q .
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3.2.1.4.8 (k)Covering Orbitopes
Optimization is NP-hard for k > 2, p > 4, and q > k + 2. So we cannot expect
a ”nice“ linear description for general p and q. However, if q = k + 1, the covering
orbitope O>kp,k+1 becomes isomorphic to the packing orbitope O
6
p,k+1, as Observa-
tion 3.11 shows. Therefore, one can from Proposition 3.60 derive a linear description
for O>kp,k+1. This is in particular possible for k = 1.
Proposition 3.61
1. The following inequalities provide a complete description for O>p,2.
(a) Trivial (in)equalities:
xi,j 6 1 for all 2 6 i 6 p, 1 6 j 6 2,
−x1,2 6 0 and
x1,1 = 1
(b) Row-sum inequalities:
−xi,1 − xi,2 6 −1 for all 2 6 i 6 p
(c) Column-sum inequalities:
−xk,1 +
k−1∑
i=1
xi,2 6 k − 2 for all 2 6 k 6 p
2. All of these inequalities, but not the equation x1,1 = 1, define facets.
Proof. Follows from Proposition 3.60 (and can also be shown by total unimodularity
of the constraints matrix.) For the characterization of facets (in the packing case),
see [65].
Note that all valid equations for the orbisack are also valid for the covering or-
bitope O>p,2.
3.2.1.4.9 Full Orbitopes
Not much is known about the facial structure of the full orbitope. This is astounding,
because it is possible to optimize polynomially over full orbitopes; therefore, a
“nice” linear description seems not to be a priori excluded. However, our computer
experiments using the software package polymake ([47]) exhibit a rather complicated
facial structure.
As examples, we show the computed facets of O3,4, O4,4 and of O5,3, in fig-
ure 3.17, 3.18, and 3.19, respectively. All inequalities are in the form ax 6 b with
right-hand side b at the top right corner of each facet; red entries mark negative
coefficients, blue coefficients are positive.
As one can see, the linear description of Op,q contains all lifted facets from Os,q,
s < p. This is not by chance.
Lemma 3.62 Let for p > s > 1 the lifting φ : Rs,q → Rp,q be defined by
φ(x)i,j =
{
xi,j , if (i, j) ∈ [s]× [q]
0, otherwise
for all (i, j) ∈ [p]× [q]
Then inequality ax 6 b with a ∈ R[s]×[q] is facet defining for Os,q, if and only if
inequality φ(a)x 6 b is facet defining for Op,q.
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Figure 3.17: The facets of O3,4(S4).
Proof. ⇒© Since ax 6 b is facet defining, there exists a subset C of vertices of Os,q
containing sq affinely independent vectors active for ax 6 b. From C, we derive a
subset C′ of vertices of Op,q as follows: For each v ∈ C, C′ contains vector φ(v).
Moreover, pick out some arbitrary vector v′? ∈ C′. For any (i, j) ∈ [s+ 1..p]× [q],
we add to C′ the modification of v′? in all components v˜′?i,` := 1, ` ∈ [j]. Obviously,
any of these modifications is a vertex of Op,q.
Hence, C′ contains qs + (p − s)q = pq affinely independent vertices that are active
for inequality φ(a)x 6 b.
⇐©We use the orthogonal projection ψ : R[p]×[q] → R[s]×[q] that maps x to x[s]×[q].
ψ(F) is the face of Os,q defined by ax 6 b. We have to show that ψ(F) is facet
defining. The face lattice of Op,q and the sub-face lattice of Os,q consisting of the
ψ-compatible faces are isomorphic (see for instance [61]). Since F is obviously ψ-
compatible, F is either a facet of Op,q or Op,q ⊆ F; however, the latter is not possible
since Op,q is full dimensional (Lemma 3.54).
Corollary 3.63 The linear description of orbitope Op,q contains the lifted facets
of Os,q for any 1 6 s < p. In particular, the facet set of the orbisack Op,2 contains
all lifted facets of any smaller orbisack Os,2, 1 6 s < p.
Observation 3.64 Similarly as for k-packing and k-covering orbitopes (observation 3.11), if
ax 6 b defines a facet of Op,q , then reading the columns of a backwards and multiplying
all entries by −1 gives the normal of another facet of Op,q . This follows readily from the
affine transformation from Definition 3.10.
Observation 3.65 It is also possible to lift facets by inserting empty columns instead of
rows as in Lemma 3.62. The lifted facets are clearly valid, but do not have to be facet
defining, as the computational experiments show.
3.2.2 Cyclic group
For this subsection, the full cyclic group Cq is operating on the columns of the
vertices of each considered orbitope. As we will see, much more questions than for
the symmetric group are open. We will collect the few known facts.
In the case of two columns, the operation of cyclic and full symmetric group
becomes the same. Therefore, everything that can been said about orbitopes with
two columns over full symmetric group also holds for the cyclic group. This is in
particular true for the orbisack (see chapter 4). We will in the following assume
that q > 2.
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Figure 3.18: The facets of O4,4(S4
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Figure 3.19: The facets of O5,3(S3).
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3.2.2.1 Characterization of Vertices
For the cyclic group and k = 1, the vertices of the packing orbitope O6p,q(Cq) and the
partitioning orbitope O=p,q(Cq) can be easily described. For partitioning orbitopes,
the lexicographically maximal column in each vertex is unique, and for the packing
case it is either unique or the matrix is 0[p]×[q], i.e. all columns are equal 0p then.
A vector in Mp,q is therefore vertex of the packing (partitioning) orbitope with
respect to the cyclic group, if and only if
(i) its lexicographic largest column is the first one, and
(ii) every row contains at most (exactly) one 1-entry.
In particular, the vertices of O=p,q(Cq) are exactly the vectors v with v1,1 = 1 and
row sum 1 for each row.
However, other (or no) restrictions on the number of 1s in each row seem to make
things much more complicated. For the full orbitope O1,q(Cq) with cyclic column
permutations, the vertex set is already obviously quite intricate. In the following,
we collect observations about these vertices to get nearer to a characterization.
Observation 3.66 (i) If a vertex v ∈ Op,q(C) has last column 1p, then all columns are 1p.
(ii) Similarly, if v∗,1 = 0p, then v∗,j = 0p for all j ∈ [q].
Proof. (i) v∗,q must be lexicographically smaller or equal than v∗,1, so v∗,1 =
1p. But v∗,1 must also be lexicographically smaller or equal than v∗,2; otherwise
(v∗,q,v∗,1, . . . ,v∗,q−1) would be a lexicographically larger permutation of v. There-
fore v∗,2 = 1p. By induction follows that v∗,j = 1p for all j ∈ [q]. The case (ii) is
analogous.
It follows that in particular for p = 1, each vertex v of O1,q is either 1q, or it is
0q, or it has first entry 1 and last entry 0.
Definition 3.67 All vertices v ∈ O1,q with v1,1 = 1 and v1,q = 0 will in the
following be referred to as non-trivial vertices.
Observation 3.68 Each non-trivial vertex of O1,q can be identified with a sequence of `
tupels (α1i , α
0
i ), 1 6 i 6 ` where α
1
i and α
0
i denote the length of the ith sequence of 1s and
0s, respectively, and
q =
X`
i=1
(α1i + α
0
i ).
The lexicographic order induces an order on the set of tupels as follows:
(α1i , α
0
i ) > (α
1
j , α
0
j ) if and only if either (α
1
i > α
1
j ) or (α
1
i = α
1
j and α
0
i < α
0
j ).
3.2.3 Optimization
Of course, it is possible to decide in polynomial time whether a given vector inMp,q
is in Op,q(Cq) or not. However, it is unclear whether it is possible to optimize in
polynomial time over Op,q(Cq); the observation above does not seem to lead to an
algorithm for optimization. Consequently, the complexity status for optimization
over Op,q(C) (even for p = 1) is open for the full case as well as for all restricted
cases (except 6 1, = 1 and k = const).
However, even if there are no restrictions on the number of 1s per row, optimiza-
tion over O1,q(Cq) is at least as hard as optimization over Op,q(Cq), as the following
considerations show.
Let m,n ∈ N> with 1 6 m < n. We define a projection φn :M1,nq →Mn,q that
splits 0/1-vector v ∈ M1,nq into segments each of length n and interprets the jth
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segment as the jth column of the image vector, that is:
φn
(
v = (v1, v2, . . . , vnq)
)
=

v1 vn+1 · · · v(q−1)n+1
...
...
...
vn v2n · · · vqn

Moreover, let ψm :Mn,q →Mn−m−1,q be the orthogonal projection that maps any
vector v to v[m+1..n−1]×[q]. In other words, ψm deletes the first m and the last row
in v ∈Mn×q.
Lemma 3.69 Let p, q ∈ N>. For any ` > p, we set s(`) := (2`+ p+1)q and define
τ := ψ2` ◦ φs(`),
where φ and ψ are defined as described above. Moreover, let the set B` ⊆ M1,s(`)
contain all vectors in {0, 1}[1]×[s(`)] that are of the following form:
v := (1`, 0`,v1, 0, 1`, 0`,v2, 0, . . . , 1`, 0`,vq, 0), (3.14)
where vi ∈M1,p for all i ∈ [q]. Then the following holds:
(i) If v ∈ B` ∩O1,s(`)(Cs(`)), then τ(v) ∈ Op,q(Cq).
(ii) For any vertex w ∈ Op,q(Cq) and ` > p, there is a vector v′ ∈ O1,s(`)(Cs(`))∩B`
such that τ(v′) = w.
Proof. (i) Since v ∈ B`, we know that
τ(v) = (v1,v2, . . . ,vq).
Assume that τ(v) /∈ Op,q(Cq). Then there is a cyclic permutation pi : [q]→ [q]
such that
(vpi(1),vpi(2), . . . ,vpi(q))
is lexicographically larger than τ(v). However, this implies that
(1`, 0`,vpi(1), 0, 1`, 0`,vpi(2), 0, 1`, 0`,vpi(3), 0, . . . , 1`, 0`,vpi(q), 0)
is lexicographically larger than v. Contradiction.
(ii) It suffices to show that for any vertex w of Op,q, the vector
v′ = (1`, 0`,w∗,1, 0, 1`, 0`,w∗,2, 0, 1`, 0`,w∗,3, 0, . . . , 1`, 0`,w∗,q, 0)
is in O1,s(`) for an arbitrary ` > p. Obviously, only those cyclic permutations
pi : [s(`)]→ [s(`)] have to be considered that shift (1`, 0`)-segments to the first
position. Assume there is a pi that gives a lexicographically larger vector than
v′, i.e. v′ /∈ O1,s(`). Then pi induces a cyclic permutation pi
′ : [q] → [q] such
that
(w∗,pi′(1),w∗,pi′(2),w∗,pi′(3), . . . ,w∗,pi′(q))
is lexicographically larger than w. Contradiction.
Corollary 3.70 Optimization over O1,q is at least as hard as optimization over
Op,q for general p.
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Proof. From some given cost vector c ∈ R[p]×[q], we construct the following cost
vector
c′ := (ζ1`, −ζ1`, c∗,1, −ζ, ζ1`, −ζ1`, c∗,2, −ζ, . . . , ζ1`, −ζ1`, c∗,q, −ζ),
with ζ ∈ R sufficiently large (i.e. ζ >
∑
(i,j)∈supp+(c) ci,j). Any optimal solution
for max({〈c′,x〉 | x ∈ O1,s(`)}) induces by projection τ an optimal solution for
max({〈c,x〉 | x ∈ Op,q}).
3.2.4 Facial Description of Packing and Partitioning Orbitopes
Kaibel and Pfetsch gave a linear description for packing and partitioning orbitopes
also for the cyclic case, see [65]. The facial description for the partition orbitope
O=p,q(Cq) is
x1,1 = 1
x1,j = 0 ∀ 2 6 j 6 q
xi,j > 0 ∀ 2 6 i 6 p and j ∈ [q]∑
j∈[q]
xi,j = 1 ∀ 2 6 i 6 p,
while the packing orbitope O6p,q(Cq) is fully and non-redundantly described by
x1,1 > 0
x1,j = 0 ∀ 2 6 j 6 q
xi,j > 0 ∀ 2 6 i 6 p and j ∈ [q]∑
j∈[q]
xi,j 6 1 ∀ 2 6 i 6 p
q∑
j=2
xi,j −
i−1∑
k=1
xk,1 6 0 ∀ 2 6 i 6 p.
Apart from these special cases (and two-columned orbitopes), no facial description
is known for orbitopes over the cyclic group. Moreover, our computer experiments
seem to indicate that the facial structure of full orbitopes over the cyclic group
is even more complicated than the facial structure of full orbitopes over the full
symmetric group. For instance, we computed the facial structure of O3,4(C4) using
the software package polymake ([47]; for a visualization of the facets, see the fig-
ure 3.20). The results do not seem very encouraging. (Compare with figure 3.17:
for p = 3 and q = 4, there are 361 facets when the cyclic group is operating on
the columns versus 39 facets with the symmetric group operating. However, what
counts more is the fact that recurring patterns seem to become much less obvious.)
3.2.5 Other Groups Operating on the Columns
Partition the column indices [q] into k subsets Gi. If it is possible to simultaneously
decompose the group G operating on the columns into a product of G1 × . . .×Gk
of subgroups Gi such that subgroup Gi is operating on subset Gi for all i ∈ [k], then
the representatives of Op,q(G) can be characterized as follows.
Proposition 3.71 Let [q] =
⋃˙k
i=1Gi and G ' G1 × · · · ×Gk. Let the action of G
be defined by the actions of the Gi on Gi. Denote moreover by Vi the vertex set of
Op,Gi(Gi). Then x is a vertex of Op,q(G) if and only if x∗,Gi ∈ Vi for all i ∈ [k].
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Figure 3.20: The facets of O3,4(C4).
Proof. ⇒©Assume v is a vertex of Op,q(G) and there is an i ∈ [k] such that v∗,Gi
is not vertex of Op,Gi(Gi). Then there is an element g ∈ Gi such that v∗,g(Gi) 
v∗,Gi . Therefore, applying (id, . . . , id, g, id, . . . , id) ∈ G on the columns of v yields
a lexicographically larger vector than v. (id denotes here the identity in groups
Gk, k 6= i.) Contradiction. ⇐©Assume that for some v ∈ Op,q(G), v∗,Gi is a vertex
of Op,Gi(Gi) for each i ∈ [k], but there is an element g ∈ G such that v∗,g([q]) is
lexicographically larger than v. We compare v∗,g([q]) and v∗,q column by column.
Let j the index of the first column such that v∗,j ≺ v∗,g(j). Then by definition
of G, there must be some subset Gi ⊆ [q] such that both j, g(j) ∈ Gi. Moreover,
the restriction g˜ of g on the elements of Gi must be an element of Gi. But then,
operating with (id, . . . , id, g˜, id, . . . , id) on the columns of v gives a lexicographically
larger vector than v. Contradiction.
For Gi ' SGi for all i ∈ [k], this fact has been observed by Faenza. It is clear that
in full orbitopes over products of full symmetric groups, Proposition 3.71 implies
that one can optimize over Op,q(G) in polynomial time, by optimizing separately
over each column partition Gi. Note that an optimal vertex of Op,q(G) can definitely
have undefined splits, meaning: the columns of the vertex do not have to be in
lexicographic order.
Proposition 3.71 has also implications for the linear description of Op,q(G). If a
linear description of Op,Gi(Gi) is available for any i ∈ [k], one can obtain a linear
description for Op,q(G) by lifting the inequalities appropriately, independently of
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the type of groups Gi, since Op,q(G1 × · · · × Gk) = Op,G1(G1) × · · · ×Op,Gk(Gk).
In other words: assuming that for any i ∈ [k], the linear description of Op,Gi(Gi) is
given by
Op,Gi(Gi) = {y ∈ R
[p]×Gi | Aiy 6 bi},
with Ai ∈ Q[ki]×([p]×Gi), y ∈ {0, 1}[p]×Gi and bi ∈ Q[ki] and defining
P := {x ∈ R[p]×[q] | Aix∗,Gi 6 bi ∀i ∈ [k]},
then P = Op,q(G) holds.
For other groups, for instance alternating groups, we have neither experimental
nor analytical results.
Chapter 4
Orbisacks
OrbisacksOp,2 are full orbitopes over the symmetric group, and, as we will see, they
are – apart from some other special cases like packing and partitioning orbitopes
– the best understood class of orbitopes. The reason is that orbisacks are special
in many respects. As has been shown in Lemma 3.16, the orbisack is a knapsack
polytope. Moreover, each orbitope vertex has exactly one split, the critical row,
which opens the way to nice extended formulations.
But, because of their very special properties, orbisacks are a kind of laboratory
mice. To us, there is no real world application known which could profit from the
linear description of orbisacks. Our interest in orbisacks is more theoretical. From
studying them, we tried to learn how to describe full orbitopes with more than
two columns linearly. However, it turned out that all the properties that make
orbisacks so nice get lost as soon as we consider more than two rows, as indicated
in the introduction.
In this chapter, we will present in the first main part three different ways to derive
a linear description of the orbisack Op,2.
x The first proof shows in a direct way that if inequality ax 6 b is defining a
facet, then the entries of normal vector a show a certain sign pattern, and all
inequalities based on the same sign pattern are dominated by one with certain
absolute values (the so called valued block inequality), which will prove to be
facet defining.
x The second proof relies on the fact that the orbisack is a special knapsack poly-
tope: its weight set is ordered such that the ratio of two subsequent weights
is integral. This is what is generally known as a sequential knapsack polytope
(SKP). In [117], Weismantel and Pochet gave a complete linear description of
all SKPs which gives us a second approach for a linear description of orbisacks.
x Our third proof relies on an extended formulation for orbisacks (see page 19)
and a two-step application of faithful sectioning (see Theorem 2.17).
The second main part of the chapter is mainly dedicated to the graph of the
orbisack.
4.1 Facial Description of Orbisacks I
(Combinatorial Proof)
For the following proofs, the term “critical row” will become of great importance
(see Definition 3.7). Additionally, we will give now some more definitions that will
prove to be useful.
Let VOp,2 denote the set of vertices of the orbisack.
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Definition 4.1 (Layers) The position of the critical row can be used to partition
the vertex set of the orbisack. For k ∈ [p+ 1], we define sets
Lk := {v ∈ VOp,2 | crit(v) = k}.
The equivalence classes Lk are called layers.
Definition 4.2 (Maximizing vertex set) For a given vector a ∈ R[p]×[2], we define
the set
V [a] := argmaxv({〈v,a〉 | v ∈ VOp,2})
of orbisack vertices maximizing cost functional 〈x,a〉. Sometimes, it will be conve-
nient to also partition set V [a] into subsets
Vk[a] := V [a] ∩ Lk, k ∈ [p+ 1].
A key tool for our proofs will be the modification of a vector, that is: a change
in selected components of some vertex (see page 5). For a given vector v ∈ R[p]×[2],
a modification v˜ ∈ R[p]×[2] of v in component v˜k,` := s is the vector
v˜i,j =
{
s, if (i, j) = (k, `)
vi,j , otherwise.
for all (i, j) ∈ [p]× [2].
Before we look at the linear description in detail, we need two more definitions:
Definition 4.3 (n-rows, p-rows, np-rows) For some vector a ∈ R[p]×[2],
x a negative row (in short n-row) has the form (−α, 0),
x a positive row (in short p-row) has the form (0, β), and
x a negative-positive row (in short np-row) has the form (−α, β),
where α, β > 0. If the row contains only 0s, we call it empty.
Definition 4.4 (Basement) Let ax 6 b be an inequality with a ∈ Q[p]×[2] and
a 6= 0. We call row
base(a) := max({i ∈ [p] | ai,∗ is not (0, 0) (empty)})
the basement of a (or of the inequality ax 6 b, respectively).
Remark 4.5 From lemmas 3.54 and 3.62 it follows that any facet defining inequality with
basement s < p is a lifted facet from Os,2. Hence, if not otherwise stated, we can (and
will) for the following proofs w.l.o.g. assume that any considered inequality ax 6 b has
full extension, i.e. base(a) = p.
We will obtain the full description in four steps:
(i) We give for some candidate ax 6 b necessary conditions on the sign pattern
of a and b.
(ii) We define the class of so called valued block inequalities (VBI). These show the
sign-pattern of a facet defining inequality and dominate all inequalities with
same sign pattern.
(iii) We prove that all VBI in fact define facets.
(iv) Last, we briefly consider trivial inequalities.
4.1.1 Sign Pattern of Non-Trivial Facet Defining Inequalities
If the facet F is defined by inequality ax 6 b, then it is denoted by F(ax 6 b).
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Lemma 4.6 Let facet F(av 6 b) be non-trivial. For all i ∈ [p] and j ∈ [2], there
is at least one vertex v with vi,j = 1 and at least one vertex v
′ with v′i,j = 0 both
active for facet F.
Proof. If all vertices on facet F have component vi,j = 1 in common, then
F ⊂ {x ∈ Op,2 | xi,j = 1},
i.e. F is contained in a trivial face of Op,2. But F is not trivial by assumption.
Contradiction. Similarly with v′i,j = 0.
Lemma 4.7 For any non-trivial facet F(av 6 b), it holds that ai,1 6 0 and ai,2 > 0
for all i ∈ [p].
Proof. Assume ai,1 > 0. There is some vertex v in F with vi,1 = 0 (Lemma 4.6).
We modify v in component v˜i,1 := 1. Then v˜ ∈ Op,2, but it violates ax 6 b.
Contradiction.
For the assertion ai,2 > 0, we modify some vertex v with vi,2 = 1 in component
v˜i,2 := 0.
Lemma 4.8 Let F(av 6 b) be a non-trivial facet. Then there is no empty row r
with 1 6 r < p.
Proof. We assume that base(a) = p (Remark 4.5). This implies that either ap,1 < 0
or ap,2 > 0 or both (Lemma 4.7); let’s say that ap,1 < 0. (The other case can be
treated similarly).
Assume row r < p was an empty row in a. Let v be some vertex on F with vp,1 = 1
(Lemma 4.6). Then crit(v) ≮ p, because we could then modify v in v˜p,1 := 0,
obtaining v˜ ∈ Op,2 with 〈a, v˜〉 > 〈a,v〉 = b. So vp,∗ is either (1, 1) or (1, 0), and we
can find another modification of v in components v˜r,1 := 1, v˜r,2 := 0 and v˜p,1 := 0.
Row r is then critical row in v˜. v˜ is also vertex of Op,2, but 〈a, v˜〉 > 〈a,v〉.
Contradiction.
Definition 4.9 We call ai,∗ a balanced row, if it is an n-p-row and its row sum
ai,1 + ai,2 = 0.
Lemma 4.10 Let F(av 6 b) be a non-trivial facet. Then row ap,∗ is balanced.
Proof. We assume base(a) = p (Remark 4.5). We assume ap,2 > 0 (the case ap,1 < 0
is similar).
There is a vertex v with vp,1 = 1 that lies on facet F (Lemma 4.6). Then vp,2
must be 1, because if not, then we could modify v in component v˜p,2 := 1 without
leaving the orbisack, but 〈a, v˜〉 > 〈a,v〉 = b. We can modify v also by v˜p,1 := 0
and v˜p,2 := 0. v˜ is a vertex of the orbisack, so av˜ 6 b and 〈a,v〉 − 〈a, v˜〉 > 0. So
we get that ap,1 + ap,2 > 0 must hold to keep ax 6 b valid.
But there is also a vertex u with up,2 = 0 (Lemma 4.6) and up,1 = 0. By modifying
u by u˜p,1 := 1 and u˜p,2 := 1, we obtain ap,1 + ap,2 6 0. Hence ap,1 + ap,2 = 0.
Lemma 4.11 Let F(av 6 b) be a non-trivial facet. Then row a1,∗ is balanced.
Proof. Assume first that a1,1 + a1,2 < 0. There is a vertex v with v1,2 = 1
(Lemma 4.6). But then v1,1 = 1 because of the lexicographic order, and we could en-
large 〈a,v〉 by modifying the first row of v to (0, 0). Contradiction. If a1,1+a1,2 > 0,
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then it’s the same situation with v1,∗ = (0, 0). Contradiction.
So a1,1 + a1,2 = 0. As the first row cannot be an empty row (0, 0) because of
Lemma 4.8, the first row must be balanced.
4.1.2 Block-Inequalities
We will now focus on the sign structure of a of non-trivial facet defining inequalities
ax 6 b.
Definition 4.12 (Sign-pattern, block types) A vector σ ∈ {0,+,−}[p]×[2] is called
a sign-pattern. We are especially interested in those sign-patterns that can be
segmented into certain substructures, called blocks. A block is a set of subsequent
rows of σ with the following properties:
x The first row has sign-pattern (−,+).
x All the following rows inside the block have sign pattern (0,+) or (−, 0).
A sign-pattern that can be divided into a set of blocks is said to be of general block
type. If the lowest block – that is, the block with a first row with largest row index
among all blocks – additionally consists of one row only, the sign pattern is of special
block type.
Definition 4.13 (Function sign) We define function sign : R[p]×[2] → {0,+,−}[p]×[2]
by
sign(a)i,j =

+, if ai,j > 0
−, if ai,j < 0
0, if ai,j = 0
for all (i, j) ∈ [p]× [2].
The following observation is crucial for the further considerations.
Observation 4.14 Lemmas 4.6 through 4.11 show that if inequality ax 6 b defines a non-
trivial facet, then sign pattern sign(a) is of special block type.
We will further narrow the set of candidates by considering a certain subset of
these inequalities, the valued block-inequalities.
Definition 4.15 (Valued block inequality (VBI)) We call an inequality ax 6 b a
valued block inequality (VBI), if the following holds:
x sign(a) is of special block type.
x Inside each block, every nonzero entry has the same absolute value. We will
call it the value of the block.
x The values of the blocks are powers of 2 and ordered such that if Bn, . . . , B0
are the blocks from top to bottom with block B0 the basement, then the value
of B0 is 2
0, and the value of Bi is 2
i−1 for all i ∈ [n].
x Last,
b :=
p∑
i=1
i is p-row
ai,2
Fig. 4.1 shows two examples of inequalities. The left one is a VBI.
Lemma 4.16 Let a ∈ R[p]×[2]. Then for every a-maximizing vertex v ∈ Vk[a] with
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Block B3

-4 4 6 9
-4 0
0 4
-4 0
-4 0
B2

-2 2
-2 0
0 2
-2 0
0 2
B1
{
-1 1
0 1
B0
{
-1 1
-4 4 6 10
-4 0
0 2
-3 0
-4 0
-2 2
-3 0
0 2
-2 0
0 2
-1 1
0 1
-1 0
Figure 4.1: The sign pattern of the left inequality is of special block type. Moreover, by choice
of the values on the entries and of the right-hand side, the inequality is a VBI. The inequality to
the right has a sign-pattern of general block type, and it is no VBI.
k ∈ [p+ 1], the following holds:
vi,∗ ∈

{(1, 1), (0, 0)}, if ai,1 + ai,2 = 0
{(1, 1)}, if ai,1 + ai,2 > 0
{(0, 0)}, if ai,1 + ai,2 < 0
∀ 1 6 i < k
vi,` ∈

{1, 0}, if ai,` = 0
{1}, if ai,` > 0
{0}, if ai,` < 0
∀ k < i 6 p and ` ∈ [2]
Proof. Above the critical row, vertex v contains only rows (1, 1) or (0, 0). So if the
row sum of row i is negative, we will choose row type (0, 0) when constructing an
a-maximizing vertex v, and row type (1, 1) if the row sum is positive.
Below the critical row, v[k+1...p],∗ forms a cube.
Note that the statement of Lemma 4.16 is in particular true if sign(a) is of special
block type.
Corollary 4.17 Let a,a′ ∈ R[p]×[2] be two vectors with sign(a) = sign(a′) of special
block type, and let moreover a′x 6 b′ be a valued block inequality. Then V [a] ⊆
V [a′].
84 CHAPTER 4. ORBISACKS
Proof. If Vk 6= ∅ for k ∈ [p+ 1], each vector v in Vk[a′] has the following shape.
vi,∗ ∈

{(1, 1), (0, 0)}, if a′i,∗ is np-row
{(1, 1)}, if a′i,∗ is p-row
{(0, 0)}, if a′i,∗ is n-row
∀ 1 6 i < k
vi,` ∈

{1, 0}, if a′i,∗ is np-row
{1}, if a′i,∗ is p-row
{0}, if a′i,∗ is n-row
∀ k < i 6 p and ` ∈ [2]
In particular, V [a′] 6= ∅. Comparing with the vertices in Vk[a] (proof of Lemma 4.16),
we get that V [a] ⊆ V [a′].
Thus, showing that every VBI defines a facet finishes the characterization of the
linear description of orbisacks. This problem will be tackled in the following section.
4.1.3 Block-Inequalities are Facet Defining Inequalities
For this and the following section, we drop the assumption that base(a) = p for any
VBI ax 6 b, i.e. we also consider valued block inequalities that are lifted.
Lemma 4.18 Valued block inequalities are valid.
Proof. Let ax 6 b be a valued block inequality and let vertex v ∈ Vk[a]. Let α be
the value of the block where critical row k lives in. Then
〈ak,∗,vk,∗〉 =
{
−α, if ak,∗ is n-row or np-row
0, if ak,∗ is p-row
So there are two possibilities:
(i) Row k is p-row. Then v is collecting at most
x the positive entries in all p-rows of a, except for entry +α in row k, and
x all positive entries in np-rows below row k.
(ii) Row k is np-row or n-row. Then v is collecting at most
x the positive entries in all p-rows of a,
x all positive entries in np-rows below row k, and
x the negative entry −α in row k.
Thus, vector v collects in both cases at most the same value
〈a,v〉 =
∑
i∈[p]
i p-row
ai,2 +
∑
i∈[k+1..p]
i np-row
ai,2
︸ ︷︷ ︸
∗
=α
−α =
∑
i∈[p]
i p-row
ai,2
∗
= b, (4.1)
where both identities (∗) hold by definition of valued block inequalities 4.15.
The following almost immediately follows from the lemma above.
Observation 4.19 For any valued block inequality ax 6 b,
Vk[a] 6= ∅ for all k ∈ [p+ 1] r {base(a)}.
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Proof. Any vertex v of Op,2 with critical row in the basement base(a) that is sup-
posed to maximize 〈a,x〉 collects the entries in all p-rows above the basement, as
well as entry abase(a),1 = −1 in the basement. Therefore,
〈a,v〉 =
∑
i∈[p]
i p-row
ai,2 − 1
∗
< b,
where (∗) holds because of Definition 4.15. For k 6= base(a), the proof of Lemma 4.18
shows that 〈a,v〉 must equal b (see equation (4.1)), which implies that Vk[a] 6= ∅
then.
Proposition 4.20 All valued block inequalities define facets.
Proof. As it is clear that all trivial inequalities are valid (see Lemma 4.21), we
know so far that the trivial and valued block inequalities together yield a complete
description of the orbisack. Therefore, it suffices here to show that for any valued
block inequality ax 6 b, the set of vertices V [ax 6 b] is not completely contained
in the set of vertices on any other (block or trivial) inequality.
First, let F(ax 6 b), F′(a′x 6 b′) be the faces defined by ax 6 b and a′x 6 b′,
respectively, and suppose that V [a] ⊆ V [a′].
From Observation 4.19 follows that base(a′) = base(a) must hold; otherwise,
F(ax 6 b) * F(a′x 6 b′).
Let now row 1 < i < base(a) be a row with differing sign pattern in a and a′.
From Observation 4.19 follows that V1[a] 6= ∅ and Vp+1[a] 6= ∅. In particular,
depending on the shape of ai,∗ and a
′
i,∗, we can choose a vector v from V1[a] or
from Vp+1[a], respectively, with the following entries in row vi,∗:
sign(a′i,∗)
(−, 0) (0,+) (−,+)
si
g
n
(a
i,
∗
) (−, 0) — (0, 0) (0, 0)
(0,+) (1, 1) — (1, 1)
sign(a′i,∗)
(−, 0) (0,+) (−,+)
(−,+) (1, 1) (0, 0) —
v ∈ V1[a] v ∈ Vp+1[a]
By this choice, v ∈ V [a] and v /∈ V [a′]. Contradiction.
Last, suppose that either trivial inequality xi,j 6 1 or xi,j > 0 contains F(ax 6 b).
However, this would imply that
V [a] ⊆ {x ∈ Op,2 | xi,j = ζ},
with ζ = 1 in the first case and ζ = 0 in the second. But Lemma 4.6 shows that
this is not true. Contradiction.
4.1.4 Trivial Facet Defining Inequalities
Last, we consider the trivial inequalities.
Lemma 4.21 Inequalities
xi,j > 0 and xi,j 6 1 ∀i ∈ [p] and j ∈ [2]
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are valid for the orbisack.
Proof. Obviously true.
Proposition 4.22 The following trivial inequalities are defining facets:
(i) xi,j 6 1 for (i, j) ∈ ([p]× [2])r {(1, 2)}
(ii) −xi,j 6 0 for (i, j) ∈ ([p]× [2])r {(1, 1)}
Proof. We start with the exceptions.
x1,2 6 1: Any vertex v on the face F(x1,2 6 1) must have first row v1,∗ = (1, 1)
because of the lexicographic order of the columns of v. But then v ∈ F(−x1,1+
x1,2 6 0). Therefore, x1,2 6 1 cannot be a facet defining inequality.
−x1,1 6 0: Similarly, face F(−x1,1 6 0) contains only vertices v with first row
v1,∗ = (0, 0). Hence also F(−x1,1 6 0) ⊆ F(−x1,1 + x1,2 6 0) and −x1,1 6 0
cannot be a facet defining inequality.
Now consider inequality xi,j 6 1 with (i, j) 6= (1, 2). The set of vertices on face
F(xi,j 6 1) is clearly
V [xi,j 6 1] = {x ∈ VOp,2 | xi,j = 1}.
Since (i, j) 6= (1, 2), there is for each k ∈ [p] a vector in V [xi,j 6 1] with critical row
k; in particular, there is at least one vector v with crit(v) = 1. One can modify
this vector v at any position (s, t) 6= (i, j), t > 1 by component v˜s,t := 1 − vs,t
and obtains a vector that is also in V [xi,j 6 1]. The vector w := 1p,2 is also in
V [xi,j 6 1], and if (i, j) 6= (1, 1), then we can additionally modify w by components
w˜1,∗ := (0, 0) to obtain another vector in V [xi,j 6 1]. Hence, we can find for every
position (s, t) 6= (i, j) at least two vectors u,u′ in V [xi,j 6 1] with us,t = 1 and
u′s,t = 0. Therefore, F(xi,j 6 1) cannot be contained in another trivial inequality.
For any valued block inequality ax 6 b, it holds that V [ax 6 b] does not contain
a vector v with crit(v) = base(a) (Observation 4.19). So it follows from above that
F(xi,j 6 1) can also not be contained in a valued block inequality.
Case (ii) is analogously.
4.2 Facial Description of Orbisacks II
(Sequential Knapsack)
A classic in combinatorial optimization is the integer knapsack problem:
max
n∑
i=1
pixi
such that
n∑
i=1
wixi 6 c and xi ∈ N ∀i ∈ [n],
where wi ∈ N is the weight of item i, pi ∈ R is the profit associated with item
i and c ∈ N is the capacity of the knapsack. If for all i ∈ [n], the values of xi
are additionally required to be in [si]0 ⊂ N with some si ∈ N, then the knapsack
problem is called bounded. If si = 1 for all i ∈ [n], we speak of a 0/1-knapsack
problem. An integer knapsack problem is called sequential if one can order (after
possible renumbering of components) the weights such that
0 < w1 6 w2 6 . . . 6 wm
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and for any pair of successive weights wi−1, wi, it holds that
wi
wi−1
∈ N. Note
that after possibly scaling weights and capacity, we can for sequential knapsack
problems w.l.o.g. assume that w1 = 1. The convex hull of the feasible solutions
of a (sequential and) bounded integer knapsack problem is called the (sequential)
knapsack polytope.
As has been observed in Lemma 3.16, the orbisack is isomorphic to the following
0/1-knapsack polytope
POp,2 := conv
({
y ∈ Mp,q
∣∣∣ p∑
i=1
2i−1(yi,1 + yi,2) 6 2
p − 1
})
,
determined by knapsack inequality (3.2). The weights wi,j = 2
i−1 as well as c =
2p − 1 are in N and yi,j ∈ [1]0 for all (i, j) ∈ [p]× [2]. Moreover, after ordering the
weights as follows:
0 < w1,1︸︷︷︸
=20
= w1,2︸︷︷︸
20
6 w2,1︸︷︷︸
=21
= w2,2︸︷︷︸
=21
6 . . . 6 wp,1︸︷︷︸
=2p−1
= wp,2︸︷︷︸
=2p−1
,
it is clear that
wi,2
wi,1
= 1 ∈ N and wi,1
wi−1,2
= 2 ∈ N for all i ∈ [p]. Hence, POp,2 is in
fact a sequential 0/1-knapsack polytope.
Observation 4.23 Using the isomorphism defined by yi,1 = 1−xp−i+1,1 and yi,2 = xp−i+1,2,
it is easy to see that any inequality ax 6 b valid for Op,2 transforms into an inequality
a′y 6 b′ valid for POp,2 by setting
a′i,j :=
(
−ap−i+1,j , if j = 1
ap−i+1,j , if j = 2
for all (i, j) ∈ [p]× [2] and fixing right-hand side
b′ := b−
pX
i=1
ai,1.
In particular, trivial inequalities transform as follows:
xi,16 1  −yi,16 0 xi,26 1  yi,26 1
−xi,16 0  yi,16 1 −xi,26 0  −yi,26 0
Example 4.24 From Proposition 4.20, we get that the inequality to the left is facet defining
for orbisack O5,2. To the right, there is the corresponding facet defining inequality for
PO5,2 .
−4 4 6 4
0 4
−2 2
−1 1
−1 1
1 1 6 12
1 1
2 2
0 4
4 4
To the left, there is a vertex of O5,2 and to the right the corresponding vertex of PO5,2 .
It is easy to check that both are contained in the respective facets from above.
0 0
1 1
1 0
0 1
0 1
1 1
1 1
0 0
0 1
1 0
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In 1998, Robert Weismantel and Yves Pochet gave an inductive scheme to com-
pute the linear description of a sequential integer knapsack polytope P in general
([117]). We will in the following briefly present their main ideas.
Let P ⊂ Rn. For some objective vector p ∈ Rn, Weismantel and Pochet transform
polytope P into a polytope P˜p by combining certain subsets of items, called (item)
blocks1. The transformed polytope has two nice properties:
(a) Optimization overP with respect to profit vector p is equivalent to optimization
over P˜p with respect to a modified profit vector p˜; i.e. there is an optimal
solution y? to the original problem if and only if there is an optimal solution
z? to the modified problem and 〈y?,p〉 = 〈z?, p˜〉.
(b) Using the standard dynamic programming scheme for knapsacks developed by
Bellman and Dantzig ([14, 28, 15], overview for instance in [71]), one can charac-
terize the optimal solutions over P˜p with respect to profit vector p˜. Weismantel
and Pochet show that it is also possible — parallel to the run of the dynamic
programming algorithm — to recursively construct an inequality valid for P˜p
that is satisfied at equality by all optimal solutions to the problem of maximizing
〈z, p˜〉 over P˜p.
Using (a), one can then transform the obtained inequality for P˜p into an inequality
valid for P. Moreover, it turns out that the profit vectors can be partitioned in
equivalence classes with respect to the inequalities; any pair of profit vectors from
the same class yields the same inequality. So, one ends up with a finite set of
inequalities. However, this set is pretty big: it contains at least 2nn! inequalities.
To show that this set provides a full description of P, Weismantel and Pochet
show that any inequality transformed originating from P˜p as described above is
satisfied at equality by all optimal solutions to the problem of optimizing 〈y,p〉 over
polytope P. As this is true for arbitrary profit vectors p, this implies that the set of
inequalities valid for P must contain in particular all facet defining inequalities and
therefore provides a complete linear description (this latter idea is due to Lova´sz,
see [77]).
We will in the following reproduce the main definitions together with some results
concerning orbisacks as far as they are needed to compute the linear description of
the sequential knapsack polytope POp,2 associated with the orbisack Op,2. In this
special case, the knapsack inequality is 〈w,y〉 6 c with weights wi,j = 2
i−1 for all
(i, j) ∈ [p]× [2] and capacity c = 2p− 1. Note that for each i ∈ [p], both items (i, 1)
and (i, 2) have the same weight.
The main concept is the combination of items into item blocks.
Definition 4.25 Let P be the sequential knapsack problem
max
n∑
i=1
piyi such that
n∑
i=1
wiyi 6 c
yi ∈ [si]0 ∀i ∈ [n]
Let B ⊆ [n] and bB := min(B). Set B is called an item block if for every k ∈ Br{bB},
it holds that
wk 6 wbB +
∑
i∈B
i<k
siwi. (*)
Lemma 4.26 For orbisacks, a subset B ⊆ [p]× [2] is not an item block if and only
if there is a k ∈ [2..p− 1] such that B can be partitioned into two nonempty subsets
1In fact, Weismantel and Pochet speak of blocks only. We use the term item block instead to
avoid confusion with the blocks from block inequalities, see Definition 4.12.
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bB
Figure 4.2: Example for an item block in the case of orbisacks (left). The gray marked indices
are in the block. The example to the right is no item block.
B< ⊆ [k − 1]× [2] and B> ⊆ [k + 1]× [2]. In other words: any subset B of [p]× [2]
that does not “skip” both items (k, 1) and (k, 2) in some row k is an item block. (See
figure 4.2 for an example.)
Proof. (i) Let b< and b> be the smallest elements in B< and B>, respectively.
Assume, set B = B< ∪ B> and B<,B> 6= ∅. As B is a block,
wb< +
∑
b∈B<
wb > wb>
must hold. But the left-hand side is maximally 2k − 1, while the right-hand
side is at least 2k. Contradiction.
(ii) Let B ⊆ [p]× [2]. Let (s, t) be the smallest item in B and let (k, `) > (s, t) be
some other item in B. If k = s, then ws,t = wk,` and inequality (*) is satisfied.
So we can assume that k > s. Let W := {wi,j | (i, j) < (k, `), (i, j) ∈ B}.
From (i), we get that the smallest possible set W is
W = {2i−1 | i ∈ [s..k − 1]}.
Hence, the right-hand side of inequality (*) is at least
2s−1 +
k−1∑
i=s
2i−1 = 2k−1.
On the other hand, wk = 2
k−1. Hence, inequality (*) is satisfied.
4.2.1 Computation of Inequalities for POp,2
Since we are mainly interested in the computation of coefficients and the right-hand
side of these inequalities, we skip the details of transformation and generation of
inequalities and refer for the details to the paper of Weismantel and Pochet.
Instead, we proceed with the definition of the set of variables which is needed to
construct an algorithm to generate the inequalities for P. (Note that the paper of
Weismantel and Pochet contains some typos which are corrected here.)
We will in the following run through a family of item blocks B. For each item
block Bi in B, we define:
Definition 4.27 Let ` := argmini({wi | i ∈ Bj}). We define the weight of item
block Bj by w˜j := w` and the normalized weight of Bj by w˜′j :=
ewj
ew1
. Moreover, the
multiplicity of item block Bj is denoted by u˜j :=
1
ewj
∑
i∈B siwi. The profit of a item
block is p˜j := p`.
90 CHAPTER 4. ORBISACKS
The inequalities to be computed are of the form
m∑
j=1
dj
w˜j
∑
i∈Bj
wiyi 6 gm(N),
with a right-hand side depending on some N ∈ N that will be specified later.
x For j = 1 and any γ ∈ N, we define
d1 := 1 g1(γ) := min({u˜1, γ}).
x For j ∈ [2..m] and any γ ∈ N, we define
λNj := N mod w˜
′
j
and
Nj :=

λNj , if
∑
i∈∆j
u˜iw˜
′
i < λ
N
j
max
({
k ∈ N
∣∣∣ k 6 ∑
i∈∆j
u˜iw˜
′
i and k mod w˜j = λ
N
j
})
, if
∑
i∈∆j
u˜iw˜
′
i > λ
N
j .
The values of gj(γ) are defined by
gj(γ) :=

gj−1(Nj) + µj(γ)dj , if 0 6 µj(γ) 6 u˜j
gj−1(γ), if µj(γ) < 0
gj−1(γ − w˜′j u˜j) + u˜jdj , if µj(γ) > u˜j.
and are based on the value of
µj(γ) :=
1
w˜′j
(γ −Nj).
Last, the coefficients dj in the inequality are computed recursively by
dj := gj−1(Nj + w˜
′
j)− gj−1(Nj).
These definitions also rely on values ∆j . In fact, this is where the objective p
comes in, as Weismantel and Pochet define a first version of ∆j by
∆j :=
{
i ∈ [j − 1]
∣∣∣ p˜i
w˜′i
>
p˜j
w˜′j
}
for all j ∈ [m].
It is easy to see that the size of the coefficients of p has an immediate influence only
on the order of indices. As any possible profit vector is considered when constructing
the linear hull of P, it is therefore possible to replace this definition by another one
based on permutations pi of [m]. This leads to the following definition:
Definition 4.28 Set ∆j can independently of p be defined by
∆j := {i ∈ [j − 1] | pi(i) < pi(j)} for all j ∈ [m],
where pi is some permutation of [m].
Now, the main result of Weismantel and Pochet can be formulated as follows:
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Theorem 4.29 ([117]) The following set of inequalities provides a complete linear
description for polytope P:
yk > 0 ∀k ∈ [n]
m∑
j=1
dj
w˜j
∑
i∈Bj
wiyi 6 gm(N),
where N := (b c
ew1
c), family B is any family of item blocks Bi partitioning any subset
of itemsW ⊆ [n], and gi and di, i ∈ [m], are defined on the basis of any permutation
pi of [m].
Corollary 4.30 The following set of inequalities provides a complete linear de-
scription for polytope POp,2 :
yk > 0 ∀k ∈ [n]
m∑
k=1
dk
w˜k
∑
(i,j)∈Bk
wi,jyi,j 6 gm(N), (*)
where wi,j = 2
i−1, N := (b 2
p−1
ew1
c), family B is any family of item blocks Bi as
described in Lemma 4.26 partitioning any subset of items W ⊆ [p]× [2], and gi and
di are defined for i ∈ [m] on the basis of any permutation pi of [m].
It is obvious that all trivial inequalities
yi,j 6 1
with (i, j) ∈ [p]× [2] can be easily obtained by choosing item block system B = {B1}
containing one single item block B1 with B1 = {(i, j)}.
It requires a bit more work to see that the valued block inequalities are among
the inequalities (*). This will be done in the following.
Assume, ay 6 b is a valued block inequality for Op,2 with basement β := base(a),
and let a′y 6 b′ be the corresponding inequality for POp,2 as described in Obser-
vation 4.23. We choose
pi[j] := β − j + 1
W := supp(a′)
Bj :=

{(p− β + j, 1)} if aβ−j+1,∗ is n-row
{(p− β + j, 2)} if aβ−j+1,∗ is p-row
{(p− β + j, 1), (p− β + i, 2)} if aβ−j+1,∗ is n-p-row,
for all j ∈ [β]. This choice implies the following:
∆j = ∅
w˜j = 2
p−β+j−1
w˜′j = 2
j−1
N =
⌊ c
w˜1
⌋
=
⌊2p − 1
2p−β
⌋
= 2β − 1
u˜j =
1
w˜j
∑
(k,`)∈Bj
2k−1 = |Bj | =
{
2, if ak,∗ is n-p-row
1, otherwise∑
i∈∆j
u˜iw˜
′
i = 0,
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for all j ∈ [β].
Observation 4.31
x By choice of B, W is decomposed into β item blocks.
x By choice of B, block |B1| = 2 and block |Bβ | = 2.
x For any element (k, `) in block Bj , i ∈ [β], it holds that wk,`ewj = 1. Therefore,
inequality (*) can be simplified to
mX
j=1
dj
X
(k,`)∈Bj
yk,` 6 gm(2
β − 1).
Example 4.32 In this example, p = 7 and β = 5.
ax 6 b a′x 6 b′ w
−2 2 6 2 0 0 6 8 1 1
−2 0 0 0 2 2
0 2 1 1 4 4 B1 = {(3, 1), (3, 2)}
−1 1 1 1 8 8 B2 = {(4, 1), (4, 2)}
−1 1 0 2 16 16 B3 = {(5, 2)}
0 0 2 0 32 32 B4 = {(6, 1)}
0 0 2 2 64 64 B5 = {(7, 1), (7, 2)}
We will now compute dj for all j ∈ [β] as well as gβ(N). For j > 1, the coefficients
dj depend on Nj . Hence, we have to compute this value first.
Lemma 4.33 If N = 2β − 1, then Nj = 2j−1 − 1 holds for any j ∈ [2..β].
Proof. With N = 2β − 1, we obtain for any j ∈ [2..β]
λNj = N mod w˜
′
j = 2
β − 1 mod 2j−1 = 2j−1 − 1.
On the other hand,
∑
i∈∆j
u˜iw˜i = 0 < λ
N
j for all j ∈ [β]. Therefore, Nj = λ
N
j by
definition.
Observation 4.34 In fact, Lemma 4.33 is independent of the choice of permutation pi.
Assume there is a permutation pi′ inducing sets ∆′j and a index j
? such thatX
i∈∆′
j?
eui ewi > λNj?
This implies by definition that
Nj? = max
`n
k ∈ N
˛˛˛
k 6
X
i∈∆′
j?
eui ew′i and k mod ewj? = λNj?o´.
However,
X
i∈∆′
j?
eui ew′i 6 j?−1X
i=1
eui ew′i 6 2 j?−1X
i=1
ew′i = 2 j?−1X
i=1
2i−1 = 2j
? − 2 <
< 2j
?−1 + 2j
?−1 − 1 6 2p−β+j?−1 + 2j?−1 − 1 6 ewj? + λNj?
Hence, k < ewj? + λNj? , which implies that Nj? = λNj? .
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Lemma 4.35 Let N = 2β − 1 and define for β > i > j > 1 the scalar
γi,j :=
{
Ni + w˜
′
i −
∑i−1
k=j w˜
′
ku˜k if i > j
Ni + w˜
′
i if i = j.
Then
gj−1(γi,j) :=
{
gi−2(γi,j−1) + u˜j−1dj−1 if j > 2
2 if j = 2.
Proof. First let j = 2. From the definition of g1(γ) follows that
g1(γi,2) = min({u˜1, γi,2}).
But
γi,2 = Ni + w˜
′
i −
i−1∑
k=2
w˜kuk = 2
i−1 − 1 + 2i−1 −
i−1∑
k=2
2k−1|Bk| >
> 2i − 1−
i−1∑
k=2
2k = 2i − 1− (2i − 1− 3) = 3,
which gives the statement for j = 2.
For j > 2, we have to show that µj−1(γi,j) > u˜j−1 for any β > i > j > 2. This
can be done using Lemma 4.33:
µj−1(γi,j) =
1
w˜′j−1
(γi,j −Nj−1) =
=
1
2j−2
(2i−1 − 1 + 2i−1 −
i−1∑
k=j
2k−1|Bk| − 2
j−2 + 1) >
> 22−j(2i − 2
i−1∑
k=j
2k−1 − 2j−2) = 22−j(2i − 2(2i−1 − 2j−1)− 2j−2) =
=
3
4
22 = 3 > 2 > u˜j−1.
Now, the statement follows from the definition of gj(γ).
Corollary 4.36 We can now recursively compute gj−1(γj,j) for any β > j > 1:
gj−1(γj,j) = gj−2(γj,j−1) + u˜j−1dj−1 = . . . =
= g1(γj,2) +
j−1∑
k=2
u˜kdk = 2 +
j−1∑
k=2
|Bk|dk =
j−1∑
k=1
|Bk|dk,
since |B1| = 2 by Observation 4.31.
Lemma 4.37 Let N = 2β − 1. Then
gj−1(Nj) :=
{
gi−2(Nj−1) + dj−1 if j > 2
1 if j = 2.
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Proof. For j = 2, N2 = 2
1 − 1 = 1. Hence, g1(N2) = min({2, N2}) = 1.
For j > 2, we will show that µj−1 = 1:
µj−1 =
1
w˜j−1
(Nj −Nj−1) = 2
2−j(2j−1 − 1− 2j−2 + 1) = 22−j(2j−2) = 1.
The statement follows then from the definition of gi(γ).
Corollary 4.38 Lemma 4.37 enables us to recursively compute gj−1(Nj) for any
β > j > 1:
gj−1(Nj) = gj−2(Nj−1) + dj−1 = . . . = g1(N2) +
j−1∑
k=2
dk = 1 +
j−1∑
k=2
dk =
j−1∑
k=1
dk,
since d1 = 1 by definition.
Corollaries 4.36 and 4.38 together make it now possible to compute dj for β >
j > 1 using the definition for dj :
dj = gj−1(Nj + w˜j)− gj−1(Nj) =
j−1∑
k=1
dk(|Bk| − 1).
It is easy to see that this implies that the coefficients of inequality (**) are those of
a transformed facet defining inequality of the orbisack. For j = 2, we get that
d2 = d1(|B1| − 1) = 1
and for j > 2, we obtain
dj =
j−1∑
k=1
dk(|Bk| − 1) =
= dj−1(|Bj−1| − 1) +
j−2∑
k=1
dk(|Bk| − 1) = dj−1(|Bj−1| − 1) + dj−1 =
= dj−1|Bj−1|.
So, for j > 2, dj = 2dj−1 holds if |Bj−1| corresponds to a n-p-row; otherwise,
dj = dj−1. It remains to compute the right-hand side gβ(N) of inequality (**).
Lemma 4.39 Let N = 2β − 1. Then
gβ(N) = gβ−1(Nj) + dβ .
Proof. Again, we use Lemma 4.33 to obtain that µβ(N) is computed as
0 < µβ(N) =
1
w˜′β
(N −Nβ) = 2
1−β(2β − 1− (2β−1 − 1)) = 20 = 1 6 u˜j .
Lemmas 4.39 and 4.37 enable us to recursively compute the right-hand side gβ(N)
as follows:
gβ(N) = gβ−1(Nβ) + dβ = . . . = g1(N2) +
β∑
i=2
di =
β∑
i=1
di.
CHAPTER 4. ORBISACKS 95
So far, we know that the set of inequalities from Theorem 4.29 contains all facet
defining inequalities for the orbisack. However, the set contains more inequalities.
We close this section with some examples. For all examples, p = 6.
Example 4.40
Item blocks: yield the following inequalities:
B1 := {(1, 1), . . . , (6, 1)}
B2 := {(1, 2), . . . , (6, 2)}
pi(i) := m− i+ 1 ∀i ∈ [m]
1 1 6 63
2 2
4 4
8 8
16 16
32 32
B1 := {(1, 1), (2, 1)}
B2 := {(1, 2), (2, 2)}
B3 := {(3, 1), (4, 1)}
B4 := {(3, 2), (4, 2)}
B5 := {(5, 1), (6, 1)}
B6 := {(5, 2), (6, 2)}
pi(i) := m− i+ 1 ∀i ∈ [m]
1 1 6 48
2 2
3 3
6 6
12 12
24 24
Bi same as above
pi(i) := i ∀i ∈ [m]
1 0 6 3
2 0
0 0
0 0
0 0
0 0
B1 := {(3, 1), (3, 2)}
B2 := { (4, 2)}
B3 := {(5, 1), (5, 2)}
pi(i) := m− i+ 1 ∀i ∈ [m]
0 0 6 5
0 0
1 1
0 1
1 1
0 0
Obviously, one can easily generate inequalities different from the transformed
facet defining inequalities for the orbisack.
It is an open question whether it is possible to describe the set of inequalities from
Corollary 4.30 in a more appealing way than is done there. Moreover, the second
and third inequality in Example 4.40 indicate that it is not possible to read off the
item block system associated to an inequality from the coefficients of the inequality.
Note that the set of inequalities from Corollary 4.30 is in NP .
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4.3 Complete Description of Orbisacks III
(Proof by Faithful Sectioning)
4.3.1 Extended Formulations for Orbitopes
In the following, we will define three different extended formulations for orbisacks.
The first two formulations are specific for orbisacks, i.e. restricted to q = 2 columns.
The third formulation is based on the dynamic programming algorithms for or-
bitopes in general, i.e. it relies on the hyperpath polytope and the description of
vertices of the orbitope as hypergraphs. So in this case, we obtain (also) an extended
formulation for orbitopes with more than two columns.
At the end of the section, we will give a short overview of the extended formula-
tions developed so far and the relationships between them.
4.3.1.1 The Px,y-Formulation
For this extended formulation, we append to each vertex x of an orbisack some 0/1-
vector storing information about the position of the critical row of x. More precisely,
we define for each vertex x of the orbisack Op,2 some vector y(x) ∈ {0, 1}
[p] by
y(x) :=
{
e
crit(x), if crit(x) < p+ 1
0, if crit(x) = p+ 1
Polytope Px,y is defined as
Px,y := conv({(x,y(x)) ∈ R[p]×[2] × R[p] | x vertex of Op,2})
(Simplifying notation, we allow to write (x,y) instead of
(
x,y(x)
)
.)
Lemma 4.41 A linear description of Px,y together with an appropriate linear pro-
jection provides an extended formulation for the orbisack.
Proof. The projection from Px,y to Op,2 is simply the orthogonal projection
σx,y : R[p]×[2] × R[p] → R[p]×[2], (x,y) 7→ x
to the space of x-variables.
This extended formulation will be later used for deriving the linear description of
orbisacks with the means of faithful sectioning.
4.3.1.2 The Px˜,y,z-Formulation
Our second approach for an extended formulation for the orbisack uses y-variables
just like thePx,y-formulation above. However, instead of recycling x, the x-variables
are split into two new classes of variables, namely x˜ and z. For each vertex x of the
orbisack, the x˜-variables display information about the entries of x below crit(x)
and the z-variables store information about the type of the rows above crit(x).
In detail, we define for any vertex x of an orbisackOp,2 a vector
(
x˜(x),y(x), z(x)
)
in R[p]×[2] × R[p] × R[p] with
(x˜i,1, x˜i,2) =
{
(xi,1, xi,2), if i > crit(x)
(0, 0), otherwise
for all i ∈ [p]
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and
zi =
{
xi,1, if i < crit(x)
0, otherwise
for all i ∈ [p]
and y(x) = y as defined for Px,y above.
The corresponding polytope is defined as
Px˜,y,z := conv({(x˜(x),y(x), z(x)) ∈ R[p]×[2] × R[p] × R[p] | x vertex of Op,2})
Again, we shorten notation by writing (x˜,y, z) instead of (x˜(x),y(x), z(x)) in the
following.
Lemma 4.42 A linear description of Px˜,y,z together with an appropriate linear
projection provides an extended formulation for Px,y.
Proof. The projection σx˜,y,z from Px˜,y,z to Px,y is mapping point (x˜,y, z) ∈
R
[p]×[2] × R[p] × R[p] to point (x,y) ∈ R[p]×[2] × R[p] with
xi,1 = x˜i,1 + yi + zi (4.2)
xi,2 = x˜i,2 + zi (4.3)
for all i ∈ [p]. The projection σx˜,y,z is linear.
The following proposition gives a linear description of Px˜,y,z. This provides the
basis for the proof of the linear description via faithful sectioning(s).
Proposition 4.43 Polytope Px˜,y,z is completely described by the following set of
inequalities
x˜i,1 −
i−1∑
k=1
yk 6 0 ∀i ∈ [p]r {1} (4.4)
x˜i,2 −
i−1∑
k=1
yk 6 0 ∀i ∈ [p]r {1} (4.5)
i∑
k=1
yk + zi 6 1 ∀i ∈ [p] (4.6)
x˜i,j , yi, zi > 0 ∀i ∈ [p] and j ∈ [2] (4.7)
x˜1,1 = 0 (4.8)
x˜1,2 = 0 (4.9)
Proof. The system is totally unimodular, because the constraints matrix is an in-
terval matrix (with attached unit matrices).
Obviously, the vertices (x˜, y, z) satisfy all inequalities (4.4) through (4.7). On the
other hand, (4.6) makes sure that no 0/1-vector (x˜, y, z) can have more than one
1 in y, and if yk = 1, then zi = 0 for k 6 i 6 p. Inequalities (4.4), (4.5), and the
equations (4.8) and (4.9) make sure that x˜i,∗ = 0 for all rows i with 1 6 i 6 k. So
the system in fact describes Px˜,y,z.
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4.3.1.3 Extended Formulation associated with Dynamic Programming
As we have shown on page 55, one can, based on the DP algorithm for orbitopes,
build a DP-hypergraph for orbitopes. There is a one-to-one-correspondence between
the hyperpaths in this hypergraphs leading from the set of initial states Bp to the
final state bt and the vertices of the orbitope; the associated hyperpath polytope
in arc variables leads to an extended formulation for orbitopes (see Lemma 3.38).
(Note that we will in the following reuse notation from that section.)
Unfortunately, this extended formulation is not of much help for the linear de-
scription of the orbitope, as it is unclear how to describe the set of extreme rays of
the projection cone. An alternative could be the use of node variables instead of arc
variables. This would be interesting also for another reason: the number of nodes
in H is of order O(pq2) and the number of arcs is of order O(pq3). Therefore, a
linear description of the hyperpath set polytope would need fewer variables than the
descriptions in arc variables does. Hence, a description in node variables would be
nice to have. However, computer experiments are discouraging: they show that the
description of the hyperpath polytope in node variables seems to be quite involved
in general.
Nevertheless, for q = 2, a linear description for the Bp-bt-hyperpath set poly-
tope Pnode(H) is accessible. We will show that in fact, Pnode(H) is isomorphic to
polytope Px˜,y,z as defined above. Denoting by w ∈ {0, 1}B the incidence vector
of B[L] ⊆ B induced by a Bp-bt-hyperpath L, we define for q = 2 the following
transformation.
x Transformation τ : Pnode(H)→ Px˜,y,z.
zi = w
•
i,[1..2] ∀i ∈ [p]
y1 = w
•
1,[1..1]
y2 = w
•
2,[1..1] + w
◦
2,[1..1] − w
•
1,[1..1]
yi = w
•
i,[1..1] + w
◦
i,[1..1] − w
•
i−1,[1..1] − w
◦
i−1,[1..1] ∀i ∈ [3..p]
x˜i,1 = w
•
i−1,[1..1] + w
◦
i−1,[1..1] − w
◦
i,[1..1] ∀i ∈ [2..p]
x˜i,2 = w
•
i,[2..2] ∀i ∈ [2..p]
x˜1,j = 0 ∀j ∈ [2]
x Transformation τ−1 : Px˜,y,z → Pnode(H).
w•
i,[1..2] = zi ∀i ∈ [p]
w◦
i,[1..2] = 1− (
∑i
k=1 yk + zi) ∀i ∈ [p]
w•
i,[1..1] = x˜i,1 + yi ∀i ∈ [p]
w◦i,[1..1] =
∑i−1
k=1 yk − x˜i,1 ∀i ∈ [2..p]
w•i,[2..2] = x˜i,2 ∀i ∈ [2..p]
w◦i,[2..2] =
∑i
k=1 yk − x˜i,2 ∀i ∈ [p]
We are using here and in the following the notation from page 55 ff..
Proposition 4.44 For q = 2, the complete linear description of Pnode(H) is given
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by the following set of inequalities:
w•i,[2..2] − w
•
i−1,[2..2] − w
◦
i−1,[2..2] 6 0 ∀i ∈ [p]r {1} (4.10)
w◦i,[1..1] − w
•
i−1,[1..1] − w
◦
i−1,[1..1] 6 0 ∀i ∈ [p]r {1} (4.11)
w•i,[1..2] + w
◦
i,[1..2] − w
•
i−1,[1..2] − w
◦
i−1,[1..2] 6 0 ∀i ∈ [p]r {1} (4.12)
w•i,[1..2], w
◦
i,[1..2], w
•
i,[1..1], w
◦
i,[1..1], w
•
i,[2..2], w
◦
i,[2..2] > 0 ∀i ∈ [p] (4.13)
w◦1,[1..1] = 0 (4.14)
w•1,[2..2] = 0 (4.15)
w0,[1..2] = 1 (4.16)
w◦i,[1..2] + w
•
i,[1..2] + w
•
i,[1..1] + w
◦
i,[1..1] = 1 ∀i ∈ [p] (4.17)
w◦i,[1..2] + w
•
i,[1..2] + w
•
i,[2..2] + w
◦
i,[2..2] = 1 ∀i ∈ [p] (4.18)
Proof. Follows directly from Proposition 4.43 and application of τ−1.
Despite the fact that the hypergraph point of view gives us a completely new
set of variables (with new meaning), from the polyhedral point of view, it does not
reveal more information than Px˜,y,z does.
One can also map Parc(H) to Px˜,y,z by means of the following projection. We
denote the arc variables by ua here.
x Projection γ : Parc(H)→ Px˜,y,z.
x˜1,j = 0 ∀j ∈ [2]
y1 = u({b•
1,[1..1]
,b◦
1,[2..2]
},b0,[1..2])
z1 = u(b•
1,[1..2]
,b•
0,[1..2]
)
yi = u({b•
i,[1..1]
,b◦
i,[2..2]
},b•
i−1,[1..2]
) + u({b•
i,[1..1]
,b◦
i,[2..2]
},b◦
i−1,[1..2]
) ∀i ∈ [2..p]
xi,1 = u(b•
i,[1..1]
,b•
i−1,[1..1]
) + u(b•
i,[1..1]
,b◦
i−1,[1..1]
) ∀i ∈ [2..p]
xi,2 = u(b•
i,[2..2]
,b•
i−1,[2..2]
) + u(b•
i,[2..2]
,b◦
i−1,[2..2]
) ∀i ∈ [2..p]
zi = u(b•
i,[1..2]
,b•
i−1,[1..2]
) + u(b•
i,[1..2]
,b◦
i−1,[1..2]
) ∀i ∈ [2..p]
Together with projection τ−1 : Px˜,y,z → Pnode(H) from above, we get therefore
also a projection τ−1 ◦ γ : Parc(H)→ Pnode(H).
4.3.1.4 Overview of the Extended Formulations
Focusing on the orbisack, the extended formulations that have been defined so far
can be arranged in a hierarchical structure, as the following illustration shows.
Each of these extended formulations is set together from a polytope and a linear
transformation mapping this polytope to another one. Projection ϑ has been defined
in Lemma 3.38. Note that so far, for q = 2 columns, we have only linear descriptions
for Pnode(H), Parc(H) and Px˜,y,z. (Marked by boxes in the illustration.) We will
undertake the task of formulating the linear description for the remaining polytopes
in the following sections.
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Pnode(H)Parc(H)
Px,y
Px˜,y,z
Op,2
σx,y
σx˜,y,z
τ
τ−1
ϑ
σx˜,y,z◦ τ
τ−1 ◦ γ
γ
4.3.2 Linear Description of Px,y via Faithful Sectioning
We are now ready to derive a linear description of Px,y via faithful sectioning, using
the linear description of Px˜,y,z from Proposition 4.43.
We will start collecting the ingredients for the faithful sectioning. First, it is clear
that the linear projection σ is as in Lemma 4.42:
σ := σx˜,y,z
Next, we have to determine the map s : R[p]×[3] → R[p]×[4], (x,y) 7→ (x˜,y, z).
Observation 4.45 (a) Let s be some σ-section and Ax 6 b a linear description for Px,y
that is Px˜,y,z-faithful for s. This implies that (at least) for any
(x,y) ∈ {(x,y) | A(x,y) 6 b},
(i) s
`
(x,y)
´ ∈ Px˜,y,z and
(ii) σ
`
s
`
(x,y)
´´
= (x,y).
From (i) follows that any point (x˜,y, z) = s
`
(x, y)
´
lifted from {(x, y) | A(x,y) 6 b}
must satisfy the inequalities from Proposition 4.43, in particular inequalities (4.4) and
(4.5). From (ii) follows that we can use equations (4.2) and (4.3) to replace x˜i,1 and
x˜i,2, respectively, to obtain the following conditions
xi,1 −
iX
k=1
yk 6 zi ∀i ∈ [p]r {1} and (*)
xi,2 −
i−1X
k=1
yk 6 zi ∀i ∈ [p]r {1}, (**)
for any (x,y) ∈ {(x,y) | A(x,y) 6 b}. Moreover, from (4.7) follows that zi > 0. Any
other inequality in the linear description of Px˜,y,z bounds zi either from above or not
at all. So, defining component zi of s
`
(x,y)
´
as
zi := max
“n
xi,1 −
iX
k=1
yk, xi,2 −
i−1X
k=1
yk, 0
o”
,
is not a contradiction to the fact that s is a σ-section and Ax 6 b is Px˜,y,z-faithful.
(b) For i = 1, we obtain from equations (4.8) and (4.9) and the properties of σ that
z1 = x1,1 − y1 = x1,2. (4.19)
Therefore, equation x1,1 − xi,2 − y1 = 0 must hold for P x,y.
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So, we define s : (x,y) 7→ (x˜,y, z) component wise as follows:
x˜i,1 := xi,1 − yi − zi
 for all i ∈ [p]x˜i,2 := xi,2 − zi
yi := yi
z1 := max({x1,1 − y1, x1,2, 0})
zi := max({xi,1 −
∑i
k=1 yk, xi,2 −
∑i−1
k=1 yk, 0}) for all i ∈ [2..p].
Note that i = 1 and i > 1 can be considered simultaneously, if we keep in mind that
equation (4.19) holds and thus identify y0 with 0.
Lemma 4.46 Map s is a σ-section.
Proof. Easy computation shows that σ
(
s
(
(x,y)
))
= (x,y) for all (x,y) ∈ R[p]×[2]×
R
[p].
Lemma 4.47 The following set of linear inequalities is Px˜,y,z-enforcing for s.
xi,1 − yi > 0 (4.20) xi,2 + yi 6 1 (4.21)
xi,1 − xi,2 − yi +
i−1∑
k=1
yk > 0 (4.22) −xi,1 + xi,2 +
i∑
k=1
yk > 0 (4.23)
p∑
k=1
yk 6 1 (4.24) yi > 0 (4.25)
xi,1 6 1 (4.26) xi,2 > 0 (4.27)
for all i ∈ [p], together with equation
x1,1 − x1,2 − y1 = 0 (4.28)
Proof. We need to show that for all possibilities of zi, s(x,y) is satisfying the in-
equality system from Proposition 4.43 determining Px˜,y,z. (Remaining inequalities
are satisfied by definition of s, see Observation 4.45.)
In the following table, we list in the first column the inequalities from Proposi-
tion 4.43, in the second column the possible cases for zi, in the third column the
inequalities which are necessary to satisfy the inequality from column one, and in the
fourth and fifth column the respective numbers from the inequalities Lemma 4.47.
So it can be read as follows: Inequality . . . is for zi = . . . satisfied if inequality . . .
is holding; this latter inequality has number . . . in Lemma 4.47 or it is dominated
by inequality number . . . in the same Lemma.
inequality zi ineq. satisfied if dom. byPi
k=1 yk + zi 6 1 xi,1 −
Pi
k=1 yk −xi,1 > −1 (4.26)
xi,2 −Pi−1k=1 yk −xi,2 − yi > −1 (4.21)
0 −Pik=1 yk > −1 (4.24)
x˜i,1 > 0 xi,1 −Pik=1 yk Pi−1k=1 yk > 0 (4.25)
xi,2 −Pi−1k=1 yk xi,1 − xi,2 − yi +Pi−1k=1 yk > 0 (4.22)
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0 xi,1 − yi > 0 (4.20)
x˜i,2 > 0 xi,1 −Pik=1 yk −xi,1 + xi,2 +Pik=1 yk > 0 (4.23)
xi,2 −Pi−1k=1 yk Pi−1k=1 yk > 0 (4.25)
0 xi,2 > 0 (4.27)
yi > 0 xi,1 −Pik=1 yk yi > 0 (4.25)
xi,2 −Pi−1k=1 yk yi > 0 (4.25)
0 yi > 0 (4.25)
Corollary 4.48 The inequality system from Lemma 4.47 provides a complete linear
description of Px,y.
Proof. Obviously, the inequalities are valid for Px,y. Moreover, σ(Px˜,y,z) ⊆ Px,y,
because σ and Px˜,y,z provide an extended formulation for Px,y (Lemma 4.42). Map
s is a σ-section because of Lemma 4.46. Lemma 4.47 shows that inequalities (4.20)
through (4.27) and equation (4.28) are Px˜,y,z-enforcing. Hence, the prerequisites
for Theorem 2.17 are given.
4.3.3 Linear Description of Op,2 via Faithful Sectioning
From the linear description of Px,y, we will now derive a linear description for the
orbisack. We will proceed similarly to above.
We define σ := σx,y by (x,y) 7→ x (Lemma 4.41).
Observation 4.49 Consider some point (x,y) ∈ Px,y . It satisfies inequalities (4.20) through
(4.27) as well as equation (4.28). For i > 1, inequalities (4.20), (4.21), (4.22), and (4.24)
define upper bounds for yi. Hence, for any point (x,y) ∈ Px,y , it holds that
yi 6 min
“n
xi,1, 1− xi,2, xi,1 − xi,2 +
i−1X
k=1
yk, 1−
i−1X
k=1
yk
o”
for all i > 1
and
y1 = x1,1 − x1,2 for i = 1
Therefore, map s is defined by
s :
{
R
[p]×[2] → R[p]×[2] × R[p]
x 7→ (x,y)
,
where
yi = min
({
xi,1, 1− xi,2, xi,1 − xi,2 +
i−1∑
k=1
yk, 1−
i−1∑
k=1
yk
})
for all i > 1 (*)
and
y1 = x1,1 − x1,2 for i = 1.
Lemma 4.50 s is a σ-section for all x ∈ R[p]×[2].
Proof. Obviously, σ(s(x)) = x for all x ∈ R[p]×[2].
Lemma 4.51 The valued block inequalities (see Definition 4.15) and the cube in-
equalities form a set of Px,y-enforcing inequalities for s.
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Proof. We proceed by induction on i. For i = 1, equation y1 = x1,1−x1,2 is satisfied
by any point s(x). The question is: which properties must x have such that s(x)
also satisfies inequalities (4.20) through (4.27) for i = 1?
inequality in description of Px,y is satisfied if
x1,1 − y1 > 0 x1,2 > 0
x1,2 + y1 6 1 x1,1 6 1
x1,1 − x1,2 − y1 > 0 —
−x1,1 + x1,2 + y1 > 0 —
y1 6 1 x1,1 6 1 and x1,2 > 0
y1 > 0 −x1,1 + x1,2 6 0
x1,1 6 1 x1,1 6 1
x1,2 > 0 x1,2 > 0
Note that the block inequality −x1,1 + x1,2 6 0 and x1,1 6 1 imply that x1,2 6 1.
Moreover, inequalities −x1,1 + x1,2 6 0 and x1,2 > 0 imply that x1,1 > 0. So, for
i = 1, we add inequalities x1,j 6 1, x1,j > 0, j ∈ [2], as well as the block inequality
−x1,1 + x1,2 6 0 to the set of Px,y-enforcing inequalities.
For induction step i i+ 1, we can assume that
yk > 0 for all k ∈ [i− 1] and (**)
i−1∑
k=1
yk 6 1 (***)
Moreover, by choice of s, s(x) already satisfies inequalities (4.20), (4.21), (4.22), and
(4.24). It remains to identify those inequalities in x that ensure that s(x) satisfies
the remaining inequalities (4.23), (4.25), (4.26), and (4.27).
inequality in description of Px,y yi ineq. satisfied by
−xi,1 + xi,2 +Pik=1 yk > 0 xi,1 (**) and xi,2 > 0
1− xi,2 (**) and xi,1 6 1
xi,1 − xi,2 +Pi−1k=1 yk (**)
1−Pi−1k=1 yk xi,1 6 1 and xi,2 > 0
yi > 0 xi,1 xi,1 > 0
1− xi,2 xi,2 6 1
xi,1 − xi,2 +Pi−1k=1 yk (****)
1−Pi−1k=1 yk (***)
xi,1 6 1 xi,1 xi,1 6 1
1− xi,2 xi,1 6 1
xi,1 − xi,2 +Pi−1k=1 yk xi,1 6 1
1−Pi−1k=1 yk xi,1 6 1
xi,2 > 0 xi,1 xi,2 > 0
1− xi,2 xi,2 > 0
xi,1 − xi,2 +Pi−1k=1 yk xi,2 > 0
1−Pi−1k=1 yk xi,2 > 0
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The inequalities obtained so far imply that x ∈ [0, 1][p]×[2]. It remains to ensure
that any x ∈ [0, 1][p]×[2] satisfies inequalities
xi,1 − xi,2 +
i−1∑
k=1
yk > 0 (****)
for all i > 1. Note that y1 = x1,1 − x1,2.
Example 4.52 Let i = 7. If yk, k ∈ [2..6], equals the second, fourth, and three times the
third option in (*), we obtain:
x1,1 − x1,2 −(x1,1 − x1,2) 0 0 0
1− x2,2 −(1− x2,2) 0 0 0
1 1 2 4
x4,1 − x4,2 x4,1 − x4,2 2(x4,1 − x4,2)
x5,1 − x5,2 x5,1 − x5,2
x6,1 − x6,2
y1 y2 y3 y4 y5 y6
To satisfy the corresponding inequality (***) is equivalent to ensuring that the sum over
all entries of this table (except the last row, of course), plus x7,1 − x7,2, is larger or equal
than 0; that is:
0 0 x1,1 x1,2 6 8
0 0 x2,1 x2,2
0 0 x3,1 x3,2
−4 +4 x4,1 x4,2
−2 +2 x5,1 x5,2
−1 +1 x6,1 x6,2
−1 +1 x7,1 x7,2
Note that this inequality is the sum of trivial inequalities −xi,1 6 0 and xi,2 6 1 for all
i ∈ [4..7].
On the other hand, we obtain with the first, second and three times the third option:
x1,1 − x1,2 x1,1 − x1,2 2(x1,1 − x1,2) 4(x1,1 − x1,2)
x2,1 x2,1 2x2,1 4x2,1
1− x3,2 1− x3,2 2(1− x3,2) 4(1− x3,2)
x4,1 − x4,2 x4,1 − x4,2 2(x4,1 − x4,2)
x5,1 − x5,2 x5,1 − x5,2
x6,1 − x6,2
y1 y2 y3 y4 y5 y6
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Therefore, x must satisfy inequality
−8 +8 x1,1 x1,2 6 8
−8 x2,1 x2,2
+8 x3,1 x3,2
−4 +4 x4,1 x4,2
−2 +2 x5,1 x5,2
−1 +1 x6,1 x6,2
−1 +1 x7,1 x7,2
Note that this inequality is a valued block inequality.
Observation 4.53 Obviously, one can define vectors a∗,1,a∗,2 and b all in R
[p] such that
xi,1 − xi,2 +
i−1X
k=1
yk =
pX
k=1
(ak,1xk,1 + ak,2xk,2 + bk)
simply by reading off the coefficients. Inequality (****) can then be rewritten as
−〈a,x〉 6
pX
k=1
bk,
where a = (a∗,1,a∗,2) and x = (x∗,1,x∗,2).
We will in the following describe the coefficients of a∗,1,a∗,2 and b. Clearly,
ai,1 = −1, ai,2 = +1, and ak,j = 0 for k > i and j ∈ [2]. Assume entries yk
have a value from (*) for k ∈ [i − 2]. What influence has the value of yi−1 on the
components of vectors a and b?
Observation 4.54
x If yi−1 is option 1 or 2 in (*), then for all k < i− 1, ak,1, ak,2 and bk keep unchanged,
and either ai−1,1 = −1, ai−1,2 = 0 and bi−1 = 0 (option 1) or ai−1,1 = 0, ai−1,2 = 1
and bi−1 = 1 (option 2).
x If yi−1 is option 3 in (*), then for all k < i− 1, ak,1, ak,2 and bk are each multiplied
by factor 2. Moreover, ai−1,1 = −1, ai−1,2 = 1 and bi−1 = 0.
x If yi−1 is option 4 in (*), then for all k < i − 1, ak,1 = 0, ak,2 = 0 and bk = 0.
Moreover, ai−1,1 = 0, ai−1,2 = 0 and bi−1 = 1.
x By construction of the map s, y1 = x1,1−x1,2. Together with the above-mentioned,
this implies that a1,1 = −α and a1,2 = α with α ∈ {2µ | µ ∈ N} ∪ {0}.
From these observations, it follows that if yk is equal to one of the first three
options in (*) for all k ∈ [2..i−1], then inequality (****) is a valued block inequality.
If, on the other hand, not every yk comes from the first three options, the resulting
inequality ax 6 b looks like a block inequality with basement i, where rows 1
through k? are replaced by empty rows for some 1 6 k? 6 i − 1. The right-hand
side is the sum of all p-rows in the modified vector a plus the value of the block
that contains row k?; so the right-hand side equals the sum of all positive entries
in a. Therefore, the inequality ax 6 b is a block inequality plus the sum of trivial
inequalities. (See the first of examples 4.52.)
Therefore, for any i > 1, if x satisfies all valued block inequalities with basement
i, s(x) does not violate inequality (****).
Proposition 4.55 The set of valued block inequalities and the cube inequalities
provide a complete description of the orbisack.
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a =

...
...
−1 1
−1 1
0 0
...
...

 

...
...
−1 1
0 1
−1 1
...
...

or

...
...
−1 1
−1 0
−1 1
...
...

or

...
...
−2 2
−1 1
−1 1
...
...

case (A) case (B) case (C)
Figure 4.3: The idea behind the separation algorithm as listed in figure 4.4: row by row, we shift
the basement down and modify vector a and right-hand side b appropriately such that ax 6 b
stays a valued block inequality and 〈ay〉 becomes maximal.
Proof. The valued block and cube inequalities are valid for the orbisack. Map s
is a σ-section (Lemma 4.50). Moreover, Lemma 4.51 shows that the valued block
inequalities and the cube inequalities make are Px,y-enforcing inequalities for s. So
we obtain the statement by Theorem 2.17.
4.4 Selected Properties of the Orbisack
4.4.1 Number of Facets
It is easy to enumerate the facets of the orbisack.
Observation 4.56 The orbisack Op,2 has Θ(3
p) facets.
Proof. There are 2(2p− 1) trivial facets. Each non-trivial facet ax 6 b is fixed by
the sign pattern of the components of a. There is one sign pattern (and therefore
one non-trivial facet) with basement in row 1 and one with basement in row 2. For
basement k > 3, each row between first row and the basement can be filled with
one of three sign patterns. For p > 2, we get therefore a total number of facets of
2(2p− 1) + 2 +
p∑
k=3
3k−2 = 4p+
3
2
(3p−2 − 1),
using the geometric sum.
4.4.2 The Separation Problem for Orbisacks
The separation problem is to decide whether a given vector y ∈ R[p]×[2] lies inside
a polytope (here: an orbisack Op,2) or not and, if not, to find a valid inequality for
the polytope that is violated by y. This problem can be solved in time O(p2) as the
algorithm in fig. 4.4 shows. The main loop is executed not more than p-times, but
in the worst case, it may be necessary to cycle through a in each run to multiply
each entry by factor 2.
Lemma 4.57 Algorithm 4.4 works correctly.
Proof. The algorithm obviously terminates. Correctness can be shown inductively.
For basements ` = 1 and ` = 2, the algorithm considers all existing VBIs. ` `+1:
In the main loop, the algorithm varies the sign pattern of the inequality obtained in
the preceding step (only) in the last row and appends a new basement. Let ax 6 b
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be the inequality obtained in the preceding step with base(a) = `. The algorithm
constructs a′ and b′ from a and b such that a′y − b′ becomes
max
(
{ 〈a,y〉+ y`,1 − y`+1,1 + y`+1,2 − b,
〈a,y〉 − y`,2 − y`+1,1 + y`+1,2 − b− 1,
2〈a,y〉+ y`,1 − y`,2 − y`+1,1 + y`+1,2 − 2b }
)
.
If there is an inequality a˜′x 6 b˜′ with base(a˜′) = `+1 and a˜′y− b˜′ > a′y− b′, then
this implies that there exists an inequality a˜x 6 b˜ with basement ` and a˜y − b˜ >
ay − b contradicting the induction hypothesis.
4.4.3 The Graph of the Orbisack
The graph (sometimes also phrased as the “1-skeleton”) GP = (V , E) of a polytope
P has vertex set V = VP and edges E ⊆ V × V with {v,w} ∈ E if and only if
polytope P has an edge F such that v,w ∈ F. As it is usual, v and w are called
neighbours then.
The graph of a polytope reflects a lot of information about the polytope itself
(for a survey, see [66]).
In this section, we will give a complete characterization of the graph GOp,2 of
the orbisack Op,2; this will allow us to compute the average degree of each vertex.
Our aim was to prove that the graph of the orbisack has edge expansion at least
1 by inductively constructing the graph of Op,2 from graphs of Ok,2, k < p. This
would be a further support for the conjecture of Mihail and Vazirani (see page 34).
However, we did not succeed.
First, we will show necessary conditions for adjacency, followed by a proof that
these conditions are sufficient. The section is closed by the computation of the
number of edges and the average degree.
4.4.3.1 Characterization of Adjacency
The main ingredient of the following proofs is a standard observation.
Observation 4.58 It is clear that two vertices v,w ∈ P cannot be adjacent if there are two
other vertices x,y ∈ P and scalars 0 6 µ, λ 6 1 such that
µx + (1− µ)y = λv + (1− λ)w,
i.e. if conv({v,w}) ∩ conv({x,y}) 6= ∅. Restricting to λ = µ = 1
2
, we get that in
particular, v and w cannot be adjacent if there are x,y ∈ P such that
v +w = x + y. (4.29)
For certain classes of 0/1-polytopes, the latter condition is also necessary for
non-adjacency; so, for these polytopes, two vertices v and w are neighbours if and
only if there is no other pair of vertices x,y such that x + y = v + w. Among
these polytopes are e.g. matching, matroid, and stable set polytopes. Naddef and
Pulleyblank called these polytopes combinatorial (see [92]).
As we will see, orbisacks are combinatorial in this sense. Naddef and Pulleyblank
showed that the graphs of combinatorial polytopes are either hypercubes or Hamil-
ton connected. We will see that the latter is the case for the orbisack, i.e. any pair
of nodes in the graph of orbisack is joined by a Hamilton path.
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Data: y ∈ R[p]×[2]
Result: (false) or (true and violated inequality)
if y /∈ [0, 1][p]×[2] then
return true; y violates trivial inequality;
end
if −y1,1 + y1,2 > 0 then
return true; y violates inequality −x1,1 + x1,2 6 0;
end
if p > 1 then
a←

−1 1
−1 1
0 0
...
...
 and b← 0;
while base(a) 6 p do
if 〈a,y〉 > b then
return true; y violates inequality ax 6 b;
end
if base(a) < p then
// basement becomes p-row
A← 〈a,y〉+ ybase(a),1 − ybase(a)+1,1 + ybase(a)+1,2 − b− 1;
// basement becomes n-row
B ← 〈a,y〉 − ybase(a),2 − ybase(a)+1,1 + ybase(a)+1,2 − b;
// basement becomes np-row
C ← 2〈a,y〉+ ybase(a),1− ybase(a),2− ybase(a)+1,1+ ybase(a)+1,2−2b;
switch max({A,B,C}) do
case A
b← b+ 1;
a← a+ abase(a),1 − abase(a)+1,1 + abase(a)+1,2;
endsw
case B
a← a− abase(a),2 − abase(a)+1,1 + abase(a)+1,2;
endsw
case C
b← 2b;
a← 2a+ abase(a),1 − abase(a),2 − abase(a)+1,1 + abase(a)+1,2;
endsw
endsw
end
end
end
return false;
Figure 4.4: Separation algorithm for orbisacks.
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v w
St
crit(v)
Sm
crit(w)
Sb
Figure 4.5: Partitioning the rows of two vertices v and w into segments St, Sm, and Sb. Critical
rows are marked gray.
Definition 4.59 (Segments) Let v,w be a pair of vertices of Op,2. We define three
intervals St,Sm,Sb ⊆ [p] of row indices and refer to them as segments. The range
of each segment depends on the positions of the critical rows crit(v) and crit(w):
St := {i ∈ [p] | i < min({crit(v), crit(w)})},
Sm := {i ∈ [p] | i > min({crit(v), crit(w)}) and i < max({crit(v), crit(w)}}), and
Sb := {i ∈ [p] | i > max({crit(v), crit(w)})}.
Note that Sm = ∅ if crit(v) = crit(w).
Moreover, Sb = ∅ if max(crit(v), crit(w)) = p+ 1.
Now we can start with a characterization of non-adjacent pairs of vertices.
Lemma 4.60 Two vertices v and w with the same critical row cannot be adjacent
if they differ
(a) in more than one row in segment St or
(b) in more than one position (i, j) in segment Sb or
(c) in at least one row in segment St and at least one position (i, j) in segment Sb.
Proof. (a) Suppose, the vertices differ in rows i, k ∈ St, i 6= k. Modify v in v˜i,∗ :=
1 − vi,∗ and w by w˜i,∗ := 1 − wi,∗. Then v˜ /∈ {v,w} and w˜ /∈ {v,w}, but
v +w = v˜ + w˜ and condition (4.29) for non-adjacency is satisfied.
(b) Similarly, if v and w differ in positions (i, j) and (k, `) with i, k ∈ Sb, we modify
v in v˜i,j := 1− vi,j and w in w˜i,j := 1− wi,j .
(c) Analogous to (a) and (b).
Lemma 4.61 Let v and w be two vertices with different critical rows. (W.l.o.g.,
we can assume that crit(v) < crit(w).) The vertices cannot be adjacent, if any of
the following holds:
(a) vSt,∗ 6= wSt,∗,
(b) vSb,∗ 6= wSb,∗,
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(c) there is some row i ∈ Sm such that vi,∗,wi,∗ ∈ {(1, 1), (0, 0)} and vi,∗ 6= wi,∗,
(d) there is some row i ∈ Sm such that vi,∗ = (1, 0),
(e) vcrit(w),∗ ∈ {(1, 1), (0, 0), (0, 1)} and vSb,∗ is lexicographically ordered.
Note that if for case (e), Sb = ∅, then vSb,∗ can be seen as lexicographically ordered.
Proof. (a) Assume, vi,∗ 6= wi,∗ for i ∈ St. Then modify v in components v˜i,∗ :=
1−vi,∗ and w in components w˜i,∗ := 1−wi,∗. Because of crit(v) 6= crit(w), we
get that vcrit(w,∗) 6= (1, 0). So v˜ /∈ {v,w} and w˜ /∈ {v,w}, but v+w = v˜+ w˜.
(b) Analogous to (a).
(c) We swap the rows between v an w: modify w in components w˜i,∗ := vi,∗ and
v by v˜i,∗ := wi,∗.
(d) Analogous to (c).
(e) Analogous to (c). If vcrit(w),∗ ∈ {(1, 1), (0, 0)} and wSb,∗ is in lexicographic
order, swapping rows vcrit(w,∗) and vcrit(v,∗) leads to modified vectors v˜ and w˜
with v +w = v˜ + w˜. If vcrit(w),∗ = (0, 1) and wSb,∗ is in lexicographic order,
then modify w in components w˜i,∗ := (1, 1) and v in components v˜i,∗ := (0, 0).
We summarize:
x To have a chance that two vectors v and w are adjacent, they must differ
either in one row above crit(v) or in one entry below crit(v) but not both, as
long as crit(v) = crit(w).
x If v and w are supposed to be adjacent and crit(v) < crit(w), then both
vectors must be identical above crit(v) and below crit(w). In rows i between
crit(v) and crit(w), the entries are either identical in v and w or row vi,∗ =
(0, 1). Last, if vSb,∗ is lexicographic ordered, then row vcrit(w),∗ = (1, 0).
Proposition 4.62 The conditions from Lemma 4.60 and 4.61 completely charac-
terize non-adjacency, i.e.: If two vertices are not adjacent, then at least one of the
conditions from Lemma 4.60 and 4.61 is violated.
Proof. For two vertices v and w that satisfy the conditions from lemmas 4.60 and
4.61, we will construct a cost vector c ∈ R[p]×[2] such that V [c] = {v,w}. For this
purpose, we define sets Iα := {(i, j) ∈ [p] × [2] | vi,j = wi,j = α} for α ∈ {0, 1}.
The cost vector will be in general defined as
c(a) :=
∑
(i,j)∈I1
e
i,j −
∑
(i,j)∈I0
e
i,j
︸ ︷︷ ︸
(∗)
+a,
depending on some vector a ∈ R[p]×[2] that will be fixed later. The unit vectors
(∗) already fix for any vector x ∈ V [c(a)] entry xi,j to value α ∈ {0, 1} if vi,j = α
and wi,j = α. (The solutions lie in the intersection of the appropriate trivial faces.)
Thus we have to care only about entries where v and w differ from each other.
(i) First, we consider the case crit(v) = crit(w). We have to show that if v and
w do not violate conditions (a) through (c) from Lemma 4.60, then they are
adjacent. Note that therefore, I1 ∪ I0 covers all positions (i, j) ∈ [p] × [2]
except either one row above crit(v) or one entry below crit(v). So, we have to
distinguish only two cases:
(i.1) If v and w differ in one position (i, j) below crit(v), we set a := 0.
Then, a choice is only possible for position (i, j), and therefore V [c(a)] =
{v,w}.
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(i.2) If, on the other hand, v and w differ in one row k above crit(v), then we
must ensure by choice of a that no vector in V [c(a)] has critical row k.
So we define vector a as the vector with the following properties
x there exists b ∈ R such that ax 6 b is a VBI,
x base(a) = k, and
x each nonempty row of a has sign pattern sign(ai,∗) = (−,+).
Now the vectors in V [c(a)] differ only in entries in row k. However,
Observation 4.19 shows that there is no vector in V [a] (and hence no
vector in V [c(a)]) with critical row in row k. Therefore, again V [c(a)] =
{v,w}.
(ii) Consider now the case crit(v) < crit(w). We will show that if v and w do
not violate Lemma 4.61 (a) through (e), then they must be adjacent. For the
construction of appropriate additional cost vectors a, we have to distinguish
four sub cases:
rows (0, 1) in Sm? vcrit(w),∗ = (1, 0)?
(1) — X
(2) X X
(3) X —
(4) — —
(ii.1) In this case, vectors v and w are equal in all components except either
position (crit(v), 1) or position (crit(v), 2). So we can choose a = 0 and
the situation is similar to (i.1).
(ii.2) First, we define set
T := {i ∈ Sm | ∃ k ∈ Sm with k > i and vk,∗ = (0, 1)}.
This set contains all rows in Sm down to the last row of type (0, 1).
We then define a as follows:
x There is a b ∈ R such that ax 6 b is a valued block inequality
x base(a) = max(T ).
x The sign pattern of a is chosen as follows:
sign(ai,∗) :=

(−,+), if i ∈ St
(−,+), if i = crit(v)
(−,+), if i ∈ T and vi,∗ = (0, 1)
(−, 0), if i ∈ T and vi,∗ = (0, 0)
(0,+), if i ∈ T and vi,∗ = (1, 1).
(See the left picture in figure 4.6.)
Let now x ∈ V [c(a)] be some c(a)-maximizing vertex of the orbisack.
By definition of (∗), x is not completely fixed in row crit(v) and in rows
i ∈ Sm with vi,∗ = (0, 1). However, (∗) ensures that vertex x doesn’t
have its critical row in any of the latter rows. Hence, there are two
possibilities:
x crit(x) = crit(v). Then all rows i ∈ Sm with vi,∗ = (0, 1) are set to
xi,∗ = (0, 1) as cost vector a has np-rows there and thus x equals
v.
x crit(x) = crit(w). Then in any row above crit(x) that is not com-
pletely fixed, one component is fixed by choice of (∗). Hence, these
rows will be set as in w, hence x = w.
So, V [a(c)] = {v,w}.
(ii.3) We define now:
T := Sm ∪ {i ∈ Sb | @ k ∈ Sb with vk,∗ = (0, 1) and k < i}
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v w sign(a)
1 1 1 1 − +
0 0 0 0 − +
1 0 1 1 − +
1 1 1 1 0 +

T
0 0 0 0 − 0
0 1 1 1 − +
0 1 0 0 − +
1 1 1 1 0 0
1 0 1 0 0 0
1 1 1 1 0 0
1 0 1 0 0 0
0 0 0 0 0 0
1 1 1 1 0 0
v w sign(a)
1 1 1 1 − +
0 0 0 0 − +
1 0 1 1 − + 
T
1 1 1 1 0 +
0 0 0 0 − 0
0 1 1 1 − +
0 1 0 0 − +
1 1 1 1 0 +
0 1 1 0 − +
1 1 1 1 0 +
0 1 0 1 − +
0 0 0 0 0 0
1 1 1 1 0 0
Figure 4.6: Examples for the choice of additional cost vectors a in case (ii.2) (left) and case (ii.3)
(right) for the proof of Proposition 4.62. Critical rows crit(v) and crit(w) are drawn gray. In both
cases, rows vi,∗ = (0, 1) are allowed in Sm. However, in case (ii.2), vcrit(w),∗ = (1, 0) holds, while
in (ii.3), vcrit(()w),∗ ∈ {(0, 1), (1, 1), (0, 0)} here. This implies that in case (ii.3), vSb,∗ must be in
reverse lexicographic order.
and a as in case (ii.2). (See right picture in figure 4.6.)
Set T now contains all rows in Sm and the rows in Sb down to the first
row of type (0, 1) (which must exist because vSb,∗ must be in lexico-
graphically reverse order not to violate Lemma 4.61 (e)).
Note that by the new definition of set T , base(a) lies now in set Sb.
The construction of c(a)-maximizing vertices is basically the same as
for case (ii.2).
(ii.4) This case is completely analogous to case (ii.3).
4.4.3.2 Number of Edges and Average Degree
To count the edges of the orbisack, we will break up the edge set E into partitions,
depending on the endpoints of the edges. For this purpose, we will split up the set
of vertices into classes containing all vertices that are identical in a certain subset
of rows. Additionally, we partition the vertices by the position of their critical row
into layers (see definition 4.1).
Definition 4.63 Let R ⊆ [p] be a (possibly empty) set of row indices. We define
an equivalence relation ∼R on V as follows:
x If R = ∅, then v ∼R w holds for all v,w ∈ V .
x If R 6= ∅, then for v,w ∈ V , it holds that
v ∼R w ⇔ vi,∗ = wi,∗ ∀ i ∈ R.
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So, if R = ∅, then set V is the only equivalence class; if R = [p], then V
decomposes into |V| different equivalence classes.
We will now use this equivalence class to partition the set of edges E into four
subsets E1 through E4. Subsets E1 and E2 contain edges between vertices with same
critical row, i.e. in the same layer; subsets E3 and E4 contain edges between vertices
with different critical rows.
(E1) {v,w} ∈ E1 ⇔ {v,w} ∈ E and (v,w ∈ Lk and v ∼[1..k−1] w)
for k ∈ [1..p− 1]
(E2) {v,w} ∈ E2 ⇔ {v,w} ∈ E and (v,w ∈ Lk and v ∼[k+1..p] w)
for k ∈ [2..p+ 1]
(E3) {v,w} ∈ E3 ⇔ {v,w} ∈ E and v ∈ Lk,w ∈ L`, with 1 6 k < ` 6 p
(E4) {v,w} ∈ E4 ⇔ {v,w} ∈ E and v ∈ Lk with k ∈ [p],w ∈ Lp+1
Proposition 4.64 The graph GOp,2 of the orbisack Op,2 has
|E| = 2p
(
7
4 (1 − 2
p) + p(1 + 9 · 2p−3)
)
edges.
Proof.
(E1) {v,w} ∈ E1 implies that v andw share the same rows above and in the critical
row. Because of Lemma 4.60 and Proposition 4.62, there are 2(p − k) edges
in E1 containing some vector v ∈ Lk for 1 6 k 6 p− 1. There are 2
k−122(p−k)
vertices in layer Lk for 1 6 k 6 p−1. Introducing factor
1
2 because of counting
each edge twice, we obtain:
|E1| =
p−1∑
k=1
2k−122(p−k)(p− k) =
= 22p−1
(
p
p−1∑
k=1
2−k −
p−1∑
k=1
k 2−k
)
=
= 22p−1
(
p (1 − 2−p+1)− 2−p+1(2p − p− 1)
)
=
= 2p
(
1− 2p (1 − p 2−1)
)
.
(4.30)
(E2) Two vertices v,w ∈ Lk with v ∼[k+1..p] w are identical in and below the
critical row k for 2 6 k 6 p. They are neighbours if and only if they differ in
exactly one row above the critical row. For k = p+ 1, two vertices v,w ∈ Lk
are also neighbours if and only they differ in exactly one row (Lemma 4.60,
Proposition 4.62, and Definition 4.63).
Hence, for 2 6 k 6 p+1, each vertex in layer Lk has k−1 neighbours (sharing
the same rows in and below the critical row if k < p+ 1). Layer Lk contains
22p−k−1 vertices for 1 6 k 6 p and 2p vertices for k = p+ 1.
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Summing up over all relevant layers gives
|E2| = p
1
2
2p +
p∑
k=2
1
2
(k − 1)22p−k−1 =
= p 2p−1 + 22p−3
p−1∑
k=1
k 2−k =
= p 2p−1 + 22p−3 2−(p−1)
(
2p − (p− 1)− 2
)
=
= 2p−2
(
2p + p− 1
)
.
(4.31)
(E3) To count the edges between different layers, we work “bottom up”. That
means: we count the edges that start from some vertex v ∈ Lk with 1 < k 6 p
and end at any vertex w ∈ L`<k.
Let us at first fix some vertex v ∈ Lk. If v is adjacent to some vertexw ∈ L`<k,
then v[1..`−1],∗ = w[1..`−1],∗ and v[k+1..p],∗ = w[k+1..p],∗ must hold.
However, each row wi,∗ with ` < i < k can be chosen either to be the same
as in v or to (0, 1). This gives 2k−`−1 possibilities.
For row k of w, there is either one row type possible, namely
vk,∗ ∈ {(1, 0)}, if v[k+1..p],1 < v[k+1..p],2
or there is one of four row types possible, namely
vk,∗ ∈ {(1, 0), (0, 1), (0, 0), (1, 1)}, if v[k+1..p],1 ≺ v[k+1..p],2.
That means: vertex v has either 2k−`−1 or 4 · 2k−`−1 neighbours in any layer
L`<k, depending on whether v[k+1..p],∗ is lexicographically ordered or not.
Thus in all layers L`<k, the number of neighbours of vertex v sums up to∑k−1
`=1 2
k−`−1 = 2k−1 − 1, if v[k+1,p],1 < v[k+1,p],2
22
∑k−1
`=1 2
k−`−1 = 22(2k−1 − 1), if v[k+1,p],1 ≺ v[k+1,p],2.
In each set Lmk , we find
2p−k−1(2p−k + 1) vertices with v[k+1,p],1 < v[k+1,p],2
2p−k−1(2p−k − 1) vertices with v[k+1,p],1 ≺ v[k+1,p],2,
which can be calculated with the help of Proposition 3.19. As there are 2k−1
different sets Lmk , we get
2p−2(2p−k + 1) vertices with v[k+1,p],1 < v[k+1,p],2
2p−2(2p−k − 1) vertices with v[k+1,p],1 ≺ v[k+1,p],2
in the entire layer Lk. That means that there are
2p−2(2p−k + 1) (2k−1 − 1)︸ ︷︷ ︸
lex. ordered
+2p−2(2p−k − 1) 22(2k−1 − 1)︸ ︷︷ ︸
lex. rev. ordered
=
= 2p−2(2k−1 − 1)(5 · 2p−k − 3) (4.32)
edges between all vertices in layer Lk and all vertices in layers L`<k. We have
to sum (4.32) up over all layers 1 < k 6 p. Note that (4.32) equals 0 for k = 1,
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hence we can start the sum from k = 1:
|E3| =
p∑
k=1
2p−2(2k−1 − 1)(5 · 2p−k − 3) =
= 2p−2
p∑
k=1
(5 · 2p−1 − 3 · 2k−1 − 5 · 2p−k + 3) =
= 2p−2
(
5p · 2p−1 + 3p− 8(2p − 1)
)
.
(4.33)
(E4) There are 2p vertices in layer Lp+1. For each v ∈ Lp+1, we can find 2p−k
neighbours w ∈ Lk<p+1, as
w[1..k−1],∗ = v[1..k−1],∗
and
wi,∗ ∈ {vi,∗, (0, 1)} for all i ∈ [k + 1..p]
must hold (Lemma 4.60 and Proposition 4.62). Thus all vertices in layer p+1
have together 22p−k neighbours in any layer Lk<p+1. Summing up over all
k ∈ [p] gives:
|E4| =
p∑
k=1
22p−k = 2p (2p − 1). (4.34)
Summing up equations (4.30), (4.31), (4.33), and (4.34), we get in total
|E| = 2p
(
7
4 (1− 2
p) + p(1 + 9 · 2p−3)
)
.
This result immediately gives us the possibility to compute the average degree of
a vertex of the orbisack.
Corollary 4.65 (Average vertex degree) As there are 2p−1(2p + 1) vertices in
orbisack Op,2, for the average vertex degree D(p), it holds that D(p) 6 2.25 · p.
Proof. It is easy to see that limp→∞
D(p)
p
= 94 and that
D(p)
p
is bounded from above
by 94 .
Corollary 4.66 The graph of the orbisack is Hamilton connected.
Proof. The orbisack is a combinatorial polytope, so the graph can be either a hyper-
cube or Hamilton connected ([92]). In a d-hypercube, all vertices have same degree
d. However, it is obvious that this is not the case for the graph of the orbisack. For
instance, a vertex v ∈ Lp+1 has p neighbours inside Lp+1 (E3) and
p−1∑
k=0
2k = 2p − 1
into layers Lk with k < p + 1 (E5). However, node w ∈ Lmk has at least 2
2(p−k)
neighbours in Lmk , and therefore generally (i.e. for p > 1), w has a higher degree
than v.
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Chapter 5
Branched Polyhedral Systems
A large class of dynamic programming algorithms can be associated with a certain
class of directed hypergraphs, the DP hypergraphs (see definition 2.11). The so-
lutions of these problems can then be identified with paths or hyperpaths in the
hypergraph. Describing these hyperpaths in arc variables, the convex hull of the
corresponding incidence vectors has been described by Martin et al. ([86]), see The-
orem 2.14. However, things become much more involved as soon as one chooses
node variables.
For motivation, we will briefly sketch the general idea for this framework coming
from dynamic programming. LetH = (V , A˜) be a DP-hypergraph with source nodes
W and final state t, let L ⊆ A˜ be a W-t-hyperpath in H , and let the relaxation of
H be D = (V ,A). For each v ∈ V rW , the hypergraph defines a family of sets
Fv := {S ⊂ V | (S,v) ∈ A˜}.
Hence, Fv contains those sets of states that can be combined and directly translated
into state v while running the DP-algorithm.
Based on these families, we can now define a nonempty 0/1-polytope Pv for each
v ∈ V rW as the convex hull of feasible combinations of in-neighbours in D, i.e.
Pv := conv
({
x ∈ {0, 1}N
in
D(v)
∣∣∣x = x[S] for some S ∈ Fv}). (*)
Let x = x
[
V [L]
]
∈ {0, 1}V be the incidence vector of the nodes that hyperpath
L is using. From the properties of a hyperpath follows that x must satisfy three
properties:
x xt = 1
x If component xv is set to 1 and v /∈ W , then there must be a set S ∈ Fv of
in-neighbours of v in D such that xw = 1 for all w ∈ S and xw = 0 for all
w ∈ NinD(v)r S.
x If component xv = 1 and v 6= t, then there must be a node w ∈ N
out
D (v) such
that xw = 1.
We will refer to these properties as path conditions.
In particular, the incidence vector of the W-t-hyperpath restricted to the in-neigh-
bours of some node v ∈ V rW must be a vertex of Pv. These vertices correspond
to partial solutions to subproblems of the problem the DP algorithm is solving, and
they are arranged in a directed tree (arborescence) structure.
It suggests itself to generalize this approach by replacing polytopes Pv with gen-
eral polyhedra Qv in RN
in
D(v) and adapting the path conditions appropriately. (We
will in the following section define more precisely what we mean by that.)
The main goal is to describe the linear hull of all feasible combinations of points
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of polyhedra Qv that belong to hyperpaths by using the linear descriptions of the
polyhedra Qv themselves. We will derive a description of the hyperpath polytope
in arc and node variables.
However, in general, a linear description purely in node variables is still pending.
The material presented here is joint work with Volker Kaibel and has been pub-
lished in [63]. However, that paper goes a bit further than we will in the following
chapter: It also studies other applications of branched polyhedral systems, for in-
stance to generalize Balas’ unions of polyhedra or to study certain stable set poly-
topes. In contrast to this, we will focus here exclusively on branched polyhedral
systems in the context of orbitopes. Note that different from [63], we direct in this
chapter the digraph D that is underlying the branched polyhedral systems from
its sources W to the final state t. This makes the construction consistent with the
definitions from the previous chapters, in particular with DP hypergraphs.
5.1 Branched Polyhedral Systems (BPS)
Definition 5.1 (Branched Polyhedral System) Let D = (V ,A) be an acyclic di-
graph with unique sink t and set of sources W . For each node v ∈ V r W , a
polyhedron Pv ⊆ RN
in
D(v) is given by
Pv := conv(Ĝv ) + cone(Ĝ
v
#
),
generated by finite sets ∅ 6= Ĝv ⊂ R
NinD(v) and Ĝv
#
⊆ RN
in
D(v), with the additional
properties that any point x ∈ Ĝv ∪ Ĝ
v
#
satisfies
rinD(w) ∩ r
in
D(w
′) = ∅ for w,w′ ∈ supp(x) and w 6= w′. (*)
and that for each x ∈ Ĝv ∪ Ĝ
v
#
, it holds that xw > 0 for all w ∈ supp(x)rW .
Let P := {Pv | v ∈ V}. We call the pair (D,P) a branched polyhedral system
(BPS).
Let C = (D,P) be some BPS. Pick some v′ ∈ VrW and set V ′ := rinD(v
′) as well
as P ′ := {Pv | v ∈ V ′}. Then the pair (D[V ′],P ′) on the subgraph of D induced by
V ′ is also a BPS. We call it the truncation of the BPS (D,P) at node v′, denoted
by Cv
′
.
We proceed with some small remarks.
Remark 5.2
x If polyhedra Pv are pointed, it suffices for the linear description of Pv that the setbGv only contains all vertices of Pv . Similarly, bGv# only has to contain all generators
of extreme rays of Pv . However, we do not assume that a priori.
x As we can identify the in-neighbourhood NinD(v) with the in-star δ
in
D(v), we will also
consider the polyhedra Pv as subsets of Rδ
in
D (v).
Let from now on C = (D,P) be some BPS based on some choice of sets Ĝv and
Ĝv
#
for all v ∈ V rW .
Definition 5.3 (Polyhedron associated with BPS) We define set GC as the set of
points x ∈ RV with the following properties:
(V.1) xt = 1
(V.2) For each v ∈ supp(x)rW it holds that 1
xv
xNin
D
(v) ∈ Ĝ
v
 .
(V.3) For each v ∈ supp(x)r {t}, it holds that xNout
D
(v) 6= 0Nout
D
(v).
The set GC
#
is defined as the set of all points x ∈ RV for which there exists a node
v˜ ∈ V rW with the following properties:
(R.1) xNin
D
(ev) ∈ Ĝ
ev
#
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(R.2) Let V˜x := N
in
D(v˜) ∩ supp(x). For any w ∈ V r
⋃
v∈eVx
rinD(v), it holds that
xw = 0. (In particular, xev = 0.)
(R.3) 1
xw
xrin
D
(w) ∈ G
Cw
 for all w ∈ N
in
D(v˜) ∩ supp(x).
The polyhedron associated with BPS C is then defined as
PC := conv(GC ) + cone(G
C
#
)
Remark 5.4
x As Pv 6= ∅ for all v ∈ V rW, we get that GC 6= ∅.
x From the finiteness of bGv for all v ∈ V rW follows that GC is finite, as can be seen
by applying (V.1) and (V.2) in topological order of V.
x Similarly, one obtains from the finiteness of GC and (R.1) through (R.3) that GC# is
also finite.
x From (V.1), (V.2), (R.1) through (R.3) follows that if Pv ⊆ RNinD(v)+ for all v ∈ VrW,
then PC ⊆ RVrW+ × RW .
x If Pv is a pointed integral polyhedron for all v ∈ V rW, then PC is also a pointed
integral polyhedron.
Remark 5.5 It is also possible to assign to each node v ∈ V rW a combinatorial problem.
Let Sv be the set of solutions to the combinatorial problem connected with node v, and
denote by S the family of all sets Sv . Then the pair (D,S) is called a branched combi-
natorial system. It is obvious that by describing the solutions in Sv by incidence vectors,
one can derive from each branched combinatorial system a branched polyhedral system,
where all Pv ∈ P are 0/1-polytopes, namely the convex hulls of the incidence vectors of
the feasible solutions.
5.1.1 Linear Description
We start with a small lemma.
Lemma 5.6 Vector x ∈ GC if and only if
(i) xt = 1,
(ii) 1
xv
xrin
D
(v) ∈ G
Cv
 for each v ∈ supp(x)rW, and
(iii) supp(x) induces an arborescence in D rooted at t.
Proof. ⇒©Let x satisfy (i) through (iii). Clearly, (i) implies (V.1), (ii) implies (V.2)
and (iii) implies (V.3). Hence, x ∈ GC . ⇐©Let x ∈ G
C
 . Then (i) is satisfied by (V.1).
This implies that t ∈ supp(x). Let now D′ = D[supp(x)] be the graph induced by
supp(x). Proceeding in topological order starting with t, we obtain by inductively
applying (V.3) that from any node w ∈ D′, there is a path leading to t. Moreover,
this path is unique: assume there are two different paths Γ1 and Γ2 leading from
some u ∈ supp(x) to t. There must be a node v where Γ1 and Γ2 intersect with
(δinD(v) ∩ Γ1) 6= (δ
in
D(v) ∩ Γ2), contradicting (*). This establishes (iii).
To show (ii), let v ∈ supp(x)rW and let x′ := 1
xv
xrin
D
(v). (V.1) is trivially satisfied
for x′, since xv
xv
= 1. (V.2) is satisfied for x′, since for any w ∈ supp(x) ∩ (rinD(v)r
W), it holds that
1
x′w
x′Nin
D
(w) =
1
xw
xv
1
xv
xNin
D
(w) =
1
xw
xNin
D
(w),
which is in Ĝw , since (V.2) holds for x. Last, let w ∈ r
in
D(v). Since x satisfies (V.3),
|NoutD (w) ∩ supp(x)| > 1. In fact, the inequality cannot be strict, since then D
′
could not be an arborescence.
In our following considerations, we will use the homogenization of a polyhedron.
Let ∅ 6= Q ⊆ Rn be some nonempty polyhedron. The recession cone of Q is defined
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as
rec(Q) := {w ∈ Rn | v +w ∈ Q for all v ∈ Q}
and the homogenization of Q is defined as
hom(Q) := cone({(v, 1) | v ∈ Q}) + {(v, 0) | v ∈ recQ}.
Using the linear description Q = {x ∈ Rn | Ax 6 b} with A ∈ Rm×n and b ∈ Rm
for Q, we obtain that
hom(Q) = {(x, λ) ∈ Rn × R | Ax− λb 6 0, λ > 0}
(For details, see for instance section 1.5 in [120].)
Theorem 5.7 Let C = (D,P) be a polyhedral branching system, where D = (V,A)
is an acyclic digraph with unique sink node t ∈ V and set of sources W ⊆ V .
Moreover, there is an extended formulation given for each Pv ∈ P, that is: for each
v ∈ V rW, we have given a polyhedron Qv ⊆ Rd(v) and a linear map piv : Rd(v) →
R
δinD (v) such that Pv = piv(Qv).
Then, the polyhedron QB ⊆ RV × RA ××v∈VrW Rd(v) defined by the system
xt = 1 (5.1)
xv −
∑
a∈δout
D
(v)
ya = 0 for all v ∈ V r {t} (5.2)
yδin
D
(v) − pi
v(z) = 0 for all v ∈ V rW (5.3)
(zv , xv) ∈ hom(Q
v) for all v ∈ V rW (5.4)
together with the orthogonal projection pi : RV ×RA ××v∈CrW Rd(v) → RV provide
an extended formulation to PC, that is:
pi(QC) = PC = conv(GC ) + cone(G
C
#
),
where GC and G
C
#
are defined with respect to any choice of sets Ĝv and Ĝ
v
#
) defining
polyhedra Pv for all v ∈ V rW.
Proof. ⊆©We show that PC ⊆ pi(QC) by constructing from each vector x ∈ PC a
vector (x,y, z) that satisfies (5.1) through (5.4). Let x ∈ GC .
(i) For all v ∈ (V rW)r supp(x), we set y(w,v) := 0 for all w ∈ N
in
D(v), as well
as zv := 0.
(ii) For all v ∈ (V rW) ∩ supp(x), we set y(w,v) := xw for all w ∈ N
in
D(v).
(iii) Since for v ∈ (V rW) ∩ supp(x),
Pv
(V.2)
3
1
xv
xNin
D
(v)
(*)
=
1
xv
yδin
D
(v),
where equality (*) holds because of our definition of y from above, we get
that there is a point z˜v ∈ Qv such that piv(z˜v) = 1
xv
yδin
D
(v) for each v ∈
(V rW) ∩ supp(x). This allows us to set zv := xv z˜
v for each such v.
By (V.1), xt = 1, so (5.1) is satisfied.
From Lemma 5.6 follows that there is exactly one node w ∈ NoutD (v) ∩ supp(x) for
each v ∈ supp(x). From (i) and (ii) follows that y(v,w) = xv and y(v,w′) = 0 for all
w 6= w′ ∈ NoutD (v)rsupp(x). On the other hand, (i) and (ii) ensure for v /∈ supp(x)
that ya = 0 for all a ∈ δoutD (v). Hence, (5.2) is satisfied.
By choice of zv in (i) and (iii), piv(zv) = yδin
D
(v) for all v ∈ V rW . Hence, (x,y, z)
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satisfies (5.3).
As xv > 0 and by choice of z, we get that (x,y, z) satisfies (5.4).
Therefore, conv(GC ) ⊆ pi(Q
C).
Next, we will prove that cone(GC
#
) ⊆ pi(rec(QC)) by showing that λx′ ∈ pi(rec(QC))
for any x′ ∈ GC
#
and positive scalar λ > 0.
For x := λx′, we define vectors y and z as above except for the root node vx′ of
x′. Here, we define yδin
D
(v
x
′) := xNinD(vx′ ). Moreover, we choose a vector z˜
v
x
′ ∈
rec(Qvx′ ) with pivx′ (z˜vx′ ) = 1
λ
yδin
D
(v
x
′ ), which must exist, since
pivx′ (rec(Qvx′ ))
(*)
= rec(Pvx)
(R.1)
3 x′Nin
D
(ev)
(**)
=
1
λ
yδin
D
(ev),
where (*) holds because Pvx′ is the projection of Qvx′ , and (**) holds because of
our choice of y. With the means of v˜x′ , we define now zvx′ := λz˜vx′ .
Hence, zvx′ ∈ rec(Qvx′ ), which implies that (zvx′ , 0) ∈ hom(Qvx′ ). So, for vx′
(x,y, z) satisfies (5.4).
From (R.2) and (R.3) follows that (x,y, z) also satisfies (5.4) for all other v ∈ VrW ,
as well as all equations (5.1) through (5.3).
⊇©We will show that pi(QC) ⊆ PC by proving that for all c ∈ RV and
ω := max({〈c,x〉 | (x,y, z) ∈ QC}),
there exist
x x? ∈ GC with 〈x
?, c〉 = ω, if ω <∞ and
x x? ∈ GC
#
with 〈x?, c〉 > 0, if ω =∞.
Let Qv = {zv ∈ Rd(v) | Avx 6 bv} be the H-representation of Qv and let
T v ∈ Rδ
in
D (v)×[d(v)] be the matrix associated with linear projection piv . Then the
inequality system describing QC from above can be reformulated as follows:
xt = 1 (5.5)
xv −
∑
a∈δout
D
(v)
ya = 0 ∀v ∈ V r {t} (5.6)
yδin
D
(v) − T
vzv = 0 ∀v ∈ V rW (5.7)
Avzv − xvb
v
6 0 ∀v ∈ V rW (5.8)
xv > 0 ∀v ∈ V rW (5.9)
We will construct vector x? along the topological order from sources to sink on
the node set V rW .
Since the node set of D is by definition finite, the algorithm terminates, either at
some node w 6= t or at sink t. The solution v? is in GC ∪ G
C
#
, which can be shown
by induction: the statement is obviously true for all nodes in W . Now let node v
some processed node in V rW . If ζw < ∞, then xv ∈ GC
v
 and c
?
v = 〈c,x
v〉; if
ζw =∞, then xv ∈ GC
v
#
and 〈c,xv〉 > 0.
We define now dual variables additionally to the λ associated with inequalities (5.8)
already defined in the algorithm.
x For inequalities (5.5) and (5.6), we define dual variables νv := c
?
v for all v ∈ V .
x For inequalities (5.7), we define dual variables µv := −cNin
D
(v) for all v ∈
V rW .
The objective value of vector (ν, µ, λ) is obviously νt = c
?
t .
Moreover, (ν, µ, λ) is dual feasible: for all constraints associated with z-variables,
we get that
(λv)ᵀAv − (µv)ᵀT v = ((T v)ᵀc?Nin
D
(v))
ᵀ − (c?Nin
D
(v))
ᵀT v = 0,
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Data: c
Result: x?
// Initialization
foreach v ∈ V rW do
xv ← 0 ∈ RV ; // xv ∈ RV
end
foreach v ∈ W do
xv ← ev ∈ RV ; // xv ∈ RV
end
c?W ← cW ; // auxiliary cost vector c
? ∈ RV
foreach v ∈ V rW along topological order do
let ζv ← max({〈c?
Nin
D
(v)
, x˜〉 | x˜ ∈ Pv});
if ζv =∞ then
choose x˜ ∈ Ĝv
#
with 〈c?
Nin
D
(v)
, x˜〉 > 0;
set x? ←
∑
w∈supp(x˜) x˜wx
v;
break;
else
choose x˜ ∈ Ĝv with 〈c
?
Nin
D
(v)
, x˜〉 = ζv ;
compute optimal solution λv to dual problem
max({〈(T v)ᵀc?
Nin
D
(v)
, z˜ | Avz˜ 6 bv});
set xv ← ev +
∑
w∈supp(x˜) x˜wx
w;
set c?v ← cv + ζ
v ;
end
end
return x?
for all v ∈ V \ VT . For the constraints associated with the y-variables, we find that
−µvw − νw = c
?
w − c
?
w = 0
for all (v,w) ∈ A. And for the constraints associated with x-variables, we get that
−(λv)ᵀbv + νv = −ζ
v + c?v = 0.
for all v ∈ V , even for all v ∈ V \ W . This implies that the nonnegativity con-
straints (5.9) are redundant.
The description becomes simpler if the polyhedra Pv are not described by ex-
tended formulations.
Corollary 5.8 Let C = (D,P) be a BPS based on a digraph D = (V ,A) with sink
node t ∈ V and set of sources W ⊆ V. Then polyhedron QC ⊆ RV × RA defined by
system
xt = 1 (5.10)
xv −
∑
a∈δout
D
(v)
ya = 0 ∀v ∈ V r {t} (5.11)
(yδin
D
(v), xv) ∈ hom(P
v) ∀v ∈ V rW (5.12)
and the orthogonal projection pi : RV × RA → RV provide an extended formulation
for polyhedron PC.
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5.1.2 BPS and Orbitopes
We will use the branched polyhedral systems now to develop an extended formula-
tion for full orbitopes over the full symmetric group.
The underlying digraph D = (B,A) is the relaxation of the DP-hypergraph H =
(B,A) associated with orbitopes (see page 55).
Define for each node bi,[s..t] ∈ B, i ∈ [p− 1], the following set
Sbi,[s..t] := {b•i+1,[s..t]} ∪ {b
◦
i+1,[s..t]} ∪
{
{b•i+1,[s..`], b
◦
i+1,[`+1..t]}
∣∣∣ ` ∈ [s..t− 1]}
and for b0,[1..q] ∈ B the set
Sb0,[1..q] := {b•1,[1..q]} ∪ {b
◦
1,[1..q]} ∪
{
{b•1,[1..`], b
◦
1,[`+1..q]}
∣∣∣ ` ∈ [1..q − 1]}.
Denote by S := {Sv | v ∈ VrBp}. Then (D,S) is a branched combinatorial system
which induces a branched polyhedral system (D,P) over a family of polytopes
Pbi,[s..t] , bi,[s..t] ∈ B r Bp, where each polytope Pbi,[s..t] is defined as conv({x[s] ∈
{0, 1}[s..t] | s ∈ Sbi,[s..t]}), that is: the convex hull over all incidence vectors of
solutions in Sbi,[s..t] .
However, these polytopes can be linearly described, since for each bi,[s..t] ∈ BrBp,
Pbi,[s..t] is isomorphic to
conv
(
{e1, e2} ∪ {e2`−1 + e2` | ` ∈ [2..n]}
)
, (*)
with n = t− s+ 1. It is obvious that the polytope (*) can be linearly described by
u2`−1 + u2` = 0 ∀` ∈ [2..n]
2u1 + 2u2 +
∑2n
`=3 u` = 2
ui > 0 ∀i ∈ [2n]
Thus, we obtain the following proposition:
Proposition 5.9 The full orbitope Op,q over the full symmetric group is a projec-
tion of the polyhedron defined by
xbi,[s..t] −
∑
a∈δout
D
(bi,[s..t])
ya = 0 ∀bi,[s..t] ∈ B r {bt}
y(b•
1,[1..`]
,bt) − y(b◦1,[`+1..q],bt) = 0 ∀` ∈ [q − 1]
2
(
y(b•
1,[1..q]
,bt) + y(b◦1,[1..q],bt)
)
+
+
q−1∑`
=1
(
y(b•
1,[1..`]
,bt) + y(b◦1,[`+1..q],bt)
)
= 2
y(b•
i+1,[s..`]
,bi,[s..t]) − y(b◦i+1,[`+1..t],bi,[s..t]) = 0 ∀` ∈ [s..t− 1] and
bi,[s..t] ∈ B r Bp
2
(
y(b•
i+1,[s..t]
,bi,[s..t]) + y(b◦i+1,[s..t],bi,[s..t])
)
+
+
t−1∑`
=1
(
y(b•
i+1,[s..`]
,bi,[s..t]) + y(b◦i+1,[`+1..t],bi,[s..t])
)
− 2xbi,[s..t] = 2 ∀bi,[s..t] ∈ B r Bp
ya > 0 ∀a ∈ A
where bt = b0,[1..q] and
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Proof. First project the polyhedron orthogonally to the x-coordinates, then use
projection ϑ˜ from remark 3.39.
Note that this extended formulation is isomorphic to the one from Theorem 2.14.
It remains an open question whether this extended formulation can be useful for
obtaining the linear description of full orbitopes; it is for instance unclear how the
projection cone for this polyhedron can be generated.
Chapter 6
Conclusions
One main purpose of this thesis is to mark off for which classes of orbitopes “nice”
inequality descriptions can be expected. We showed that if the full symmetric group
is operating on the columns, then in general, the full orbitopes and the orbitopes
isomorphic to packing and partitioning orbitopes are the only orbitopes that allow
such a linear description, at least as long as NP 6= co-NP . The reason is that in
general, optimization is NP-hard over any orbitope over the full symmetric group
apart from the above mentioned. On the other hand, the dynamic programming
algorithm for optimization over full orbitopes which runs in time O(pq3) still gives
hope that a linear description for these orbitopes can be found.
A series of computer experiments indicated nevertheless that the facial structure
of the full orbitope seems to be quite involved, as soon as the number of columns
exceeds two. There seems to be no obvious set of rules that would allow to guess
how to generate the set of facets in general.
Therefore, for “warming up” and deriving a better understanding of full orbitopes
in general, the full orbitope with two columns (the so-called orbisack) has been
studied in detail. We present in this thesis a set of tools and methods that allow
the derivation of the linear description of orbisacks in three different ways. Two of
these approaches, namely the faithful sectioning and the direct combinatorial proof,
even yield a non-redundant description. Since the application of faithful sectioning
requires an appropriate extended formulation, we studied branched polyhedral sys-
tems (BPS) in order to develop extended formulations for full orbitopes. However,
we obtained only an extended formulation isomorphic to the one based on the work
of Kipp Martin et al.
The framework of BPS can be seen as a tool of very general possibilities; it gen-
eralizes for instance Balas’ disjunctive programming. However, it has been treated
in this thesis only very briefly, in so far it concerns orbitopes. It would be a re-
search field in itself to study BPS in detail. However, this study could prove to be
interesting, since BPS may in future play in particular a role in context with the
polyhedral description of the solution set of combinatorial algorithms on graphs that
can be decomposed in certain ways. (There are several ideas of how to decompose
graphs. For tree decompositions, see [20] or the works of Arnborg and Bodlaender,
e.g. [4, 19], for the strip-decomposition of claw-free graphs [24], for other decompo-
sitions e.g. [60, 27, 116]). There is evidence that graph decomposition can open new
possibilities for polyhedral descriptions associated with combinatorial problems (see
for instance Margot’s thesis [81]). A concrete example is the linear description of
the stable set polytope for a subclass of claw-free graphs due to Oriolo et al. ([96]),
which is tightly connected to branched polyhedral systems.
As has been shown in examples in chapter 2, the tools developed to obtain the
125
126 CHAPTER 6. CONCLUSIONS
linear description of orbisacks are not restricted to use with orbisacks; they can
definitely be applied to other polytopes. We used them in particular to prove linear
descriptions of clique polyhedra with clique size less or equal 2 and exactly 2 and
the path set polytope of a directed acyclic digraph.
Nevertheless, the tools can apparently not easily be extended to orbitopes in
general, although they fit well with orbisacks. The main reason for this — apart
from the lack of an idea of the facial structure of orbitopes we mentioned before — is
that for the known extended formulations for orbitopes Op,q>2, which are based on
the path polytope in arc variables and on branched polyhedral systems (BPS), no
constructions of faithful sectionings are known. Since full orbitopes are in general
no knapsack polytopes and the combinatorial proof seems also not to be extendable
to more than two columns, neither of the three approaches presented in chapter 4
can be directly adjusted to orbitopes in general.
For the same reasons, we are also skeptical that a linear description of the full
orbitope Op,q with q > 2 can be obtained by means of a modification of one of
the three approaches from chapter 4. However, another extended formulation based
on BPS could perhaps open a new direction. One such extended formulation in
node and arc variables is given in chapter 5; it is unclear how its projection to node
variables looks like. (This would give the hyperpath set polytope on the DP hyper-
graph associated with full orbitopes). For the linear description of orbitopes, these
extended formulations can possibly be useful in connection with faithful sectionings.
A different technique is based on an idea of Lova´sz ([77]). As Weismantel and
Pochet have shown ([117]), this approach proves to work for sequential knapsack
polytopes, mainly because of the existence of a dynamic programming algorithm for
these polytopes. Using the dynamic programming algorithm from section 3.2.1.2.4,
their strategy could therefore perhaps be adapted to orbitopes: For any cost vector
c ∈ Q[p]×[q], one would formulate an inequality which is valid for Op,q and which
defines a face containing all vertices of Op,q maximizing the functional 〈x, c〉. The
aim is to make the set finite by a suitable construction of these inequalities, and
to identify all facet defining inequalities in it. However, it is currently unclear how
these steps could be done in detail. Hence, there is still a lot of work to be done.
Much time has been spent on attempts to show that the edge expansion of the
orbisack is bounded by 1 from below, which would further confirm the conjecture
of Mihail and Vazirani ([91]). (We conjecture that the bound of 1 is tight in case of
the orbisack.) For these purposes, the adjacency structure of the orbisack has been
worked out. However, it turned out that the inductive approaches which have been
taken probably do not sufficiently take into account the structure of the graph. We
think that approaches which incorporate the details of the adjacency structure are
more promising.
Last, not much is known if groups different from the full symmetric group or
products of full symmetric groups are permuting the columns, in particular if the
cyclic group acts on the columns. For these orbitopes, possible applications could
possibly be found in scheduling problems, for instance for the development of cyclic
timetables. However, our computer experiments indicate that the facial structure of
full orbitopes over cyclic groups is even more intricate than for the symmetric group.
An interesting next step would therefore be to prove or disprove that optimization
over full orbitopes over full cyclic groups is NP-complete.
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