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Abstract
The use of supervisory control is necessary to successfully automate the
cleaning and inspection of subsea structural nodes. This type of control
requires a representational model for path planning, both to provide the
graphics for the man-machine interface and the structure for generating
appropriate trajectories. A minimal but sufficient model is described
and implemented in the man-machine systems laboratory. Several end-
effector trajectory generation techniques are examined. A methodology
for system identification is developed in the context of the teaching
function of supervisors and the first steps are also implemented. The
hardware of the man-machine interface is examined. A means for
simulating the end effector trajectory is developed and a method to
simulate the manipulator joint trajectories included.
Thesis Supervisor: Dr. Dana Yoerger
Title: Research Engineer, Woods Hole Oceanographic Inst.
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Chapter 1
Introduction
Today's offshore industry has reached an age where the limitations
of depth and operating conditions are redefined yearly. New technologies
have permitted construction of platforms in waters over 300 meters
deep. [8] With the ever increasing demand for energy resources and the
growing recognition of the vast reserves located in the world's oceans,
this development and application of offshore construction technology can
only increase in the future. Where once this industry only attracted the
attention of concerned environmentalists, as the economic stakes increase
policy makers are beginning to formulate stiff regulations to govern this
rapid expansion. [46]
Unfortunately, as the industry matures so do the structures already
in operation. Indeed, the are sizeable jacket type platforms around the
world that are fast approaching their design life. These steel
structures have been subjected to the highly corrosive marine environment
and have begun to deteriorate significantly. This has led to the need
for regular subsea inspections and repairs. [8, 12] An important part of
the new regulations on offshore construction has to do with requiring
such inspections on all new and existing platforms such as Peter Thorton
describes for the British North Sea. [46]
Steel framework structures are particularly vulnerable to corrosion
and failure at weld boundaries between elements. Thus one aspect of
inspection for such structures requires cleaning the marine growth from
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the welds and determining with visual and other NDT methods if the welds
are still sound. An important facet of this cleaning and inspection
process is the method by which a tool is guided over the weld and the
surrounding heat affected zone(HAZ). In the past this task has been
performed by qualified NDT inspection technicians or divers in surface or
shallow water environments. However, in recent years an interest in
automating this operation has developed within the offshore industry.
This has been motivated by a variety of circumstances ranging from the
need for increased efficiency and greater quality of inspection to the
necessity of performing such operations with greater frequency, at
greater depths, and in more difficult environmental
conditions. [8, 12, 17, 29, 45]
These needs, when coupled with the increasing shortage of skilled
divers and a desire to reduce the inherent danger to those divers, have
led to attempts to develope teleoperator systems for this task. Such
systems are defined by Sheridan & Verplank as [47]
"general purpose submersible work vehicles controlled
remotely by human operators and with video and/or other sensors,
power and propulsive actuators for mobility, with mechanical
hands and arms for manipulation, and possibly a computer for a
limited degree of control autonomy"
In this system the human operator is removed from the actual sensing and
manipulation of the task either spatially, temporally, or functionally.
In subsea inspection, the removal of the human operator from the work
site to a remote location and the complex geometries of structural nodes
have led to the use of highly flexible manipulator systems coupled with
submersibles to fulfill the role of the teleoperator. This in turn has
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led to the need for trajectory planning for the manipulator once the
vehicle attains a work station.
1.1 Supervisory Control
The ideal inspection system would automate the entire process and
eliminate the need for human presence at the work site altogether. (12]
However, such a system should have the same dexterity and decision making
capability as a diver in order to maintain a required level of
performance. [30] While a sophisticated manipulator can duplicate and
even surpass human abilities for limited tasks in the adverse environment
of the deep ocean, no machine has yet been produced with the decision
making capability necessary. Thus a successful inspection system will
need to consist of a vehicle and manipulator combination under the
direction of a human operator at a surface station. The vehicle can
provide for gross motion within the structure while the manipulator
handles the finer motions involved in the inspection once the vehicle has
obtained a work station near the node. Unfortunatley, this displacement
of the operator from the work site adds the requirement of a
communication interface between the operator and the manipulator.
Studies at the Man Machine Systems Laboratory at MIT have shown that
supervisory control for a manipulator in such a situation yeilds
advantages in efficiency and versatility over both manually controlled or
autonomous systems. [51, 42] Supervisory control refers to a method for
controlling complex systems through a computer interface and lies on the
continuum between manual and autonomous systems. In essence, the human
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operator communicates with the computer to gain information and issue
task level commands while the computer, through sensors and actuators,
implements these commands to control the process.(figure 1.1) The use of
this control scheme allows a more equitable division of labor in the
performance of the task. It relieves the operator of dealing with the
dynamics of the manipulator/vehicle system as in manual control thereby
allowing him to divert his full attention to task level decisions. It
also provides a parallel control capability where the operator can
analogically control how the manipulator moves within the confines of a
more convenient coordinate frame during realtime operation as opposed to
the serial control forced on autonomous systems where all trajectory
motion must be preplanned.
For most subsea communications a tether forms the telemetry link,
however in the case of inspections on a jacket type platforms, a tether
is impractical because of the need to manuvuer within the complex
structure. This leaves an acoustic transmission link as the only
presently viable alternative. These links are limited by the present
state of technology to a much slower rate of information transfer and
degrade significantly with distance and interference from solid objects.
These limitations make real time control of a manipulator an almost
impossible task due to the low rate of video refresh available to the
operator in the feedback loop. This makes supervisory control not only
desireable but necessary for successful completion of this task. [10]
The purpose of supervisory control is to offload operator rule and
skill based behavior to a system of computers. In the cleaning and
inspection task as defined, the actual operation of the manipulator and
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tools is a skill, while performing a cleaning process or inspection along
a preplanned trajectory is following a rule. [42] Ideally the operator
should only be concerned with task definition while all realtime control
of the manipulator should be left to the computer system. Of course the
operator should retain the ability to interrupt and restart at any point
in the process.
1.2 Manipulator Independence
While the end result of the planning process depends greatly on the
design of the manipulator to be used, the generation of the end-effector
trajectory to perform the required inspection can be considered
independent of the manipulator's configuration. Such a path can be
dynamically specified at the time of inspection [51], but given the
complexity of the weld shape and the desire for efficiency, a method for
calculating the required path relying on the speed of the digital
computer should prove preferable. For any such method to be employed a
model of the weld must be created. Furthermore, to allow for the
simulation of the manipulator along the generated trajectory, a model of
the entire node is needed.
While the generated trajectory can be manipulator independent, it
will depend greatly on the type of cleaning or inspection tool to be
used. Cleaning tools commonly in use today include: high pressure water
jets, wire brushes, grinders, chipping hammers, and cavitating water
jets. Inspection tools range from video and photographic cameras to a
variety of NDT tools including magnetic particle and ultrasonic
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testers. [12, 20] While these tools provide a wide variety of operational
requirements, in terms of trajectory generation they can all be
quantified by a set of initial parameters. By examining the impact on
the trajectories generated to perform the inspection and cleaning process
with a variety of tools, the selection of the manipulator configuration
can be more accurately made.
1.3 Implementing Supervisory Control
Upon attaining a work station at a specific node, the surrounding
space will need to be identified and welds located. This is the
cognition or learning aspect of the process and must be performed by the
operator and taught to the computer. [47] Once the operator identifies
the node and the trajectories are planned, the cleaning and inspection is
rule directed skill performable by the computer. The task for the
supervising operator then becomes that of transfering or teaching the
system identification to the computer, which lacks the ability to
determine this on its own.
Thus, the implementation of supervisory control will require:
1. A representation for the node structure including obstructions
in terms of some type of solid model. The model will include
means to determine weld shape and end-effecter trajectories
for the manipulator once the particular node's structure is
specified.
2. Means for determining and instructing the computer about the
attributes of an individual node and obstacles in terms of the
object model. This would include a way to display and verify
the fit of the model to the actual node including the weld
shape.
3. Simulation of end-effector trajectory and manipulator joint
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trajectory to determine a collision free path for the
inspection and cleaning process.
4. Monitoring actual inspection and cleaning process in realtime
with the option to override in the case of unexpected events.
These requirements fall neatly into Sheridan's functions for a
supervisor. [47] The manipulator and node representations, including weld
shape and trajectory algorithms, are examples of planning. The
communication of the individual node attributes and collision free
trajectory to the computer are part of the teaching function. The
observation of the actual process is monitoring while the capability to
override the process is the interruption function. The final element
- learning - would be accomplished with every node inspected and would
take the form of refinements to the general model as well as increased
operator experience. The conceptual cleaning and inspection system is
graphically represented in figure 1.2
1.4 Summary
In response to growing economic and social needs, the automation of
the cleaning and inspection of subsea welds has become an important area
of investigation for the offshore industry. The complex geometries and
variable operating conditions involved have led to the application of
remotely controlled manipulators and vehicles to this task. The
constraints derived from the need to manuvuer within complex structures
and the desire for higher quality and more consistent operation in
increasingly more adverse environments has led to the need for
supervisory control for this task. This in turn requires a
-16-
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FIGURE 1.2
Conceptual layout of the proposed system for path planning with
supervisory control of the cleaning and inspection of subsea
structural nodes.
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representational model of the structural node to allow for interactive
trajectory planning and the creation of the graphic displays which will
form an important part of the man-machine interface. The creation of a
model and the generation of a tool path can be performed independent of
the manipulator configuration but will require knowledge of the tool to
be used in the form of some initial parameters. Such a control scheme is
well described by Sheridan's functions for a supervisor.
This report will focus on the selection and implementation of a
minimal but sufficient representational model for the node and its
immediate environment. Methods for for graphic simulation and display as
well as techniques for deriving accurate collision free paths from the
model will be examined. The' specific requirements for hardware in the
context of the man-machine interface will also be considered. A
methodology for teaching the actual geometry of a specific node will be
presented. A means for simulating both end-effector and joint
trajectories is included.
-18-
FIGURE 1.3
Model of a typical subsea node on a jacket type offshore struc-
ture
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Chapter 2
Node Representation
An important aspect of the Planning function that Sheridan and
Verplank [47] define is describing the environment within which the
supervisor and subsystems are to function. An accurate representation of
this environment is important in path planning for both the creation of
the graphic displays in the man-machine interface and in the generation
of presise collision free trajectories as specified in simulation. This
requires defining a model of the structural node to be inspected that is
simple enough to lend itself to dynamic display for the operator but
complex enough to accurately model the node for path planning.
2.1 Desireable Aspects of the Model
A set of necessary criteria for such a representation are suggested
below.
1. Accurately model a specific node of the strucure as selected
during navigation and docking.
2. Include in this model an identification of the solid objects
in and around the selected node, particulary the structural
elements and any obstacles.
3. Allow for the interactive definition of the solid objects
should the initial model prove inaccurate or insufficient
4. Provide a method for accurately modeling the intersection of
the structural members and allow for the need to develop
trajectories along these weld intersections
5. Be compact and easily defined within the framework of a
computer system while allowing for the rapid calculations
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needed for realtime displays.
6. Lend itelf to the generation of computer graphic displays
7. Be independent of the type of hardware used including both
manipulator and computers as much as possible.
8. Allow for the system identification of a real node in terms of
the parameters of the model
2.2 Navagation Model
Typically, large framework structures are modeled as a set of node
points referenced to an inertial base frame with another set of links
defining the connections between nodes. A structural element is thus
modeled as a link and the intersection of a set of links occurs at a node
point. [34] This type of model for a structure is primarily used for
stress analysis in design but with the addition of a radius to each link
it forms a minimal but sufficient model for navigation and guidance of
the vehicle within the structure.(figure 2.1) [32]
However, in its definition of a node as a single point where all the
links intersect, this model falls short of providing the necessary detail
to model the weld shapes.(figure 2.2) It lacks a means for defining which
element is the primary to which others have been attached and in what
configuration that attachment has been made. Nor is the navigation model
compact or simple enough to use for the identification of a particular
node in terms of a set of parameters. Thus, a more exact exact and node
specific model which can adequately deal with representing solid objects
and their intersections in the vicinity of the weld is needed.
-21-
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FIGURE 2.2
Failure of navagation model to describe weld sufficiently for
path planning
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2.3 Geometric Modeling Techniques
The methods of representation for rigid solids vary depending on the
type of application and the complexity of the real system to be modeled.
Often, for a specific task, several levels of models will exist in a
hierarchy to allow for the different complexity of application or detail
needed. These levels can be in the form of a relational hierarchy in the
definition of the position and orientation of objects as part of a tree-
like structure or they can exist as part of a complexity hierarchy in the
detail of the definition of a single object.
2.3.1 Relational Hierarchies
The tree-like or relational hierarchy of modeling can be used in the
definition of the system and its environment. This type of modeling
provides a more easily applied technique for interactively defining an
environment.(figure 2.3) [15]
2.3.2 Complexity Hierarchies
A single set of objects in a system to be modeled will sometimes
require several different forms of representation within the context of a
single task as they are applied to different uses. Each aspect of a task
may require a different complexity of internal model.(figure 2.4) This is
particularly evident in tasks performed under supervisory control. In the
path planning operation such as is necesary for this task, the computer
requires a variety of internal models the most important of which is used
in the generation of end-effector trajectories and therefore is centered
-24-
FIGURE 2.3
Relational hierarchy of objects in a system. Shows how objects
are defined relative to each other rather than to one single
inertial frame.
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FIGURE 2.4
Complexity hierarchy of modelling for an anode. Depending on de-
tail needed, the anode can be modelled as a spherical envelope,
cylindrical envelope, rectangular solid, or a collection of
smaller objects. The last model is a two level relational hier-
archy with the anode setoffs specified relative to its rectangu-
lar body.
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around accurately modeling the space curve forming the intersection of
two elements. Another model is needed to provide the graphics displays
for the man machine interface and as such is more centered on the
representation of surfaces for display. A further model, adaptable to
finding the interferance of solid volumes would be needed for collision
detection and avoidance. In like manner, the operator has his own
internal model representing his understanding of the system and its
environment and from which he will base his supervisory decisions.
Although these models differ in their complexity, for this
application they are all in use simultaneously and thus must be generated
in parallel. Indeed, the volume interferance model must be generated
from surfaces and the display surfaces model from edges including
intersections. This leads one to the conclusion that the more simpler
models be formed as part of the process of creating the more complex
model.
While this study addresses the subject of computer based collision
avoidance, no method shall be implemented as part of the demonstration
system. However, while the interferance model for volumes is thus not
used, the capability to add such a model for collision avoidance should
be considered and the weld shape and display models chosen accordingly.
2.3.3 Solid Modeling Techniques
The problems of accurately modeling real three-dimensional solids in
mathematical terms has a multitude of solutions, yet the majority can be
accurately summarized in a few discrete catagories: [38, 39]
-27-
1. Primative Instancing: Volumes are defined by primative solids
described in a data driven structure. This allows for rapid
access to objects but no real interaction between them. A
typical example would be a cylinder defined by its name and a
few select attributes.
2. Face Equation Representation: The object volume is described
by specifying the enclosing surface with a set of surface
primatives such as: plane, cylinder, cone, spline, etc. Edges
and loops of surfaces are found from the intersection
equations.
3. Spatial Occupancy Enumeration: The volume to be described is
broken down into many equal sized elemental volumes, located
by their center coordinates. This style is limited by the
size of the elemental volumes.
4. Cell Decomposition: A more general form of (3) in which the
elemental volumes may have any of several possible shapes.
These elements must meet at faces, edges, or vertices in a
contiguous manner.
5. Constructive Solid Geometry.: A Generalization of (4) which
provides operations on the elements: Union, Intersection,
Negation, Addition, etc. The object is formed from primative
solids. Methods 3,4, and 5 rely upon either method 1 or
method 2 to define elements
6. Boundary Representations: The solid object is built by
specifying the: vertices(points), edges(links), loops(closed
curves), and faces(surfaces). This is a procedure driven
description that allows for interaction between solids at
their boundaries.
7. Oct-tree Decomposition: The object is enclosed in a cubic
volume which is then divided into eight octants. These
octants are analysed on the basis of their occupancy by the
object. Those octants that are completely full or empty are
recorded as such and discarded. The remainder are subdivided
into another eight octants and analysed the same way. The
structure is decomposed recursively in this method until a
suitable resolution is attained.
2.3.4 Criteria For Selection
There is no uniquely best method for the description of solid
objects but Hatvany proposes a criteria for selection based on the
-28-
application and desired method of viewing. [23] He catagorizes the means
of displaying a solid in a slightly different manner(figure 2.5)
1. Unrestricted volumetric: Free form volume definition
2. Restricted volumetric: Based on a set of primatives
3. Constructive Volumetric: Volumes formed from the translation
and rotation of surfaces
4. Sets of Surface Representations: Representing the volumes with
an envelope of topologically related boundary surfaces
5. Sets of Edge Representations: Representing volume with a
boundary surface composed of polygons connected contiguously
at their edges
6. Surface representations: Representing volume as a collection
of primative surfaces i.e. Coons, Bezier, etc.
7. Contour Representations: Edges represented as either non-
analytical curves or analytical curves composed of primatives
He also divides desired method of visualization into three
catagories:
1. Realistic scenes: Scenes approximating reality including
color, texture, shadows, etc.
2. Schematic scenes: Scenes composed of ruled surfaces and edges
ranging from simple orthographic projection to wireframe
solids
3. Symbolic visualization: Scenes containing symbolic
representations such as graphs, charts, etc.
When formed into a table as in figure 2.5 these catagorizations
create a nomogram that may be used to synthesize a technically and
economically sound selection of a modeling technique. First the
application needs to be examined and the level of detail needed for any
analytical uses of the model determined. Then the methods of
visualization desired need to be determined. Then, proceeding upwards
-29-
CAD APPLICATION AREAS
rree-shape
sculpted bodies
molds
complex parts
analytically bounded
hydraulics
hydrofoils
turbines
cams
primative bounded
machinery
tools
parts
topological
frameworks
schematics
structures
linkages
system diagrams
GEOMETRIC MODELS
unrestricted volumetric
free forms
restricted volumetric
primatives
constructive volumetric
swept volumes
rotation volumes
sets of surfaces
boundary envelope
sets of edges
boundaries
polyhedra
polygons
surfaces
Coons patch
Bezier patch
contours
analytical curves
splines
lines/cir-les
VISUALIZATION
realistic scene
color
texture
shadows
dynamic
zoom/rotate
schematic scenes
ruled
wire frame
isometric
orthogonal
symbolic images
graphs
charts
schematics
block diagrams
FIGURE 2.5
J. Hatvany's table of applications, models, and visualization
techniques for computer aided design.
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from the bottom of the center table the minimal but sufficient modeling
technique that fulfills the* requirements of both the application and
visualization can be found. [23]
2.4 Cleaning and Inpection Model
For this application the model must serve a dual purpose of
providing for the generation of trajectories for the end-effector and the
creation of computer graphics for the man-machine interface. These two
purposes fall neatly into the application and visualization categories
just described. For visualization the schematic, wire-frame
representation should provide sufficient graphics although the ability to
display a simple realistic scene would also be desireable. For the
application, analytically bounded objects are needed to allow for
calculating the intersection o'f any two elements as well as for future
application of collision detection algorithms. These requirements point
to the constructive volumetric approach for modeling solids. Because of
the importance of solid boundaries in determining the end effector
trajectory and collision free joint paths, a modeling scheme based on a
set of generic primative solids formed of surfaces and edges was then
selected. These objects will be defined relative to specific body
coordinates with their location and orientation in the environment
defined by a transformation matrix relative to an overall general
inertial coordinate frame or to other objects in a relational
hierarchy. [15, 18]
For the navigation and docking model the inertial coordinate frame
-31-
was given as that of the structure, however, because of the node specific
nature of the cleaning and inspection task, inertial coordinates will be
defined with respect to a frame specific to the node itself. This
"primary" coordinate frame will have its origin at the node's center and
will be oriented with the z-axis along the axis of the largest "primary"
element as defined in the navigation model. The orientation of the x and
y axes will be arbitrary due to the symmetric definition of the elements
shape in the x-y plane.(figure 2.6)
2.4.1 Elements
The elements will be modeled as cylinders with their body
coordinates established at an arbitrary point and the z direction
extending along the axis. Thus, the cylindrical primative will be formed
by describing a circle of specified radius in the x-y plane and sweeping
it along in the z dimension to its correct height. An element of the
model will then be defined by the same parameters that form the general
equation of a quadric cylinder: a point in space(x,y,z); a unit vector
denoting the central axis(Ui,U2); and a radius(R).(figure 2.7) One of the
components of the unit vector for the central axis is not independent and
need not be specified. [11] Given these six parameters the location of
the cylinder is fixed in space except for its height.(see appendix
A.1) Once the size of the primative is defined by the radius, the
remaining parameters can be used to define the transformation matrix
fixing the cylinder in the inertial space. An arbitrary selection of the
x or y axis must be made but proves insignificant because of the symmetry
of the cylinder.
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FIGURE 2.6
Orientation and position of "primary" coordinate frame, used as
inertial coordinate frame in node model, relative to the struc-
tural coordinate frame which is used as the inertial frame in the
navigation model.
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FIGURE 2.7
Typical element modelled as a cylindrical quadric primative and
displayed as a ruled surface
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2.4.2 Weld Intersection
Given the above model for the elements of the structure, a method is
needed to define the intersection of two elements and thus model the
weld. A purely analytical approach is to attempt to solve for the
intersection of the two quadric equations that represent cylinders in
space. This leads to a very difficult quadric equation in its own right
and several simplifying assumptions are obviously needed.
The first assumption is that the axes of the cylinders intersect as
is true for most structures. This allows the use of a single point to
identify the positions of both cylinders in space. This point will lie
on the z-axis of the primary coordinate frame, offset from the origin by
a set distance depending on the construction of the node.(figure 2.8) The
Denavit-Hartenburg convention for linkages can then be applied to develop
the transform from one element to the other(see appendix A.6) [37]
A further assumption needed is that the primary element has a radius
larger than any of the secondary elements. This can be made true by
using it as a rule in the creation of the model of the structure. Given
these two assumptions, the quadric equation can be decomposed into three
equations that specify the weld shape in the x, y, and z planes of the
secondary coordinate frame. By stepping the x coordinate from the
negative of the radius to the positive of the radius in the x-y plane
equation, a values for y can be found. In the same way these values can
be applied to the y-z plane equation to give corresponding values for
z. This set of N (x,y,z) coordinates then describes the weld intersection
of the two members in the secondaries frame.(see appendix A.2) A
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FIGURE 2.8
Demonstration of the assumption that all 
elements axes intersect
at the node point.
I
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transformation matrix relating the secondary to the primary can then be
found based on the angles between the elements and the offset along the
primary's z-axis. The secondary is thus defined by the cylindrical
primative that is bounded below by the weld shape calculated and extends
outward along the positive z axisto an arbitrary height.(figure 2.9)
2.5 Obstructions
Beyond the structural elements exist several other objects that must
be a part of any final model. These include cable trays, anodes, piping,
and any other random obstacles that may be found on a structure. For the
purposes of this study, these objects will all be modeled as rectangular
solids defined relative to the body coordinates of the element upon which
the are situated with the exception of pipes which will be cylindrical
and be defined in terms of the elements between which they span.
2.5.1 Anodes and Cable Trays
These will be described by rectangular solids located with respect
to the element upon which they are placed. The rectangular primative
will be created from a rectangle in its x-y body coordinate plane that is
swept a certain length depending on the shape to be modeled. A cable
tray will run the length of the element while an anode will be defined by
a location on the element and a standard size. The orientation of these
objects will be given by a rotation around the central axis of the
element upon which they are located.(figure 2.10)
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FIGURE 2.9
Typical secondary element with angled offset(gamma) from primary
and offset along the primary's z-axis(zoff) from the node point.
This shows the means of generating the secondary's display image
from the weld shape.
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FIGURE 2.10
Anodes and cable trays as they would appear on and around a node.
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FIGURE 2.11
The means and results of specifying cylindrical pipes as obsta-
cles around the node relative to other members.
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FIGURE 2.12
Relational representation of teleoperator in near node environ-
ment. The boxes represent coordinate frame and the arrows trans-
formations.
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2.5.2 Pipes
Pipes will be modeled as cylinders running from endpoints relative
to existing structural elements. These endpoints will be transformed
into the inertial coordinates and a cylinder run between them. The
interactive specification of a pipe will be accomplished by first
selecting the element nearest to each endpoint, specifying the location
of each endpoint relative to the corresponding element, and then
specifying a radius.(figure 2.11)
2.5.3 Other Obstructions
Random solid obstacles may also need to be defined during modeling.
These obsructions can be represented by rectangular solids specified in
much the same way as pipes. First a beginning and an end point are
defined relative to specified elements. Then, the height and width of
the block will be given followed by dynamically specifying the
orientation. The block should be described so that it contains the
entire obstruction.
2.6 Structure of the Model
The overall structure of the model implemented is summarized in
figure 2.12. The blocks denote the coordinate frames of the solid
primatives or the other various elements of the cleaning and inspection
system. The labeled arrows are the transformations between the various
frames as used in this application. This shows the relational hierarchy
in the definition of elements relative to the primary. IS represents the
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transformation from the structural coordinates of the navigation model to
the primary coordinate frame. AP is the transformation from structural
coordinates to the screen coordinates of the device in use. In the case
of the Megatek vector refresh device, hardware rotation is also included
as the transformation LDTRN3.
The levels of complexity of models can be seen as well. The weld
intersection is modeled from the parameters given for the two
intersecting elements. In turn, this edge is used to define one of the
boundaries of the rectangular surface patches that describe the element
for the graphic display. This use of surface elements allows the the
creation of more realistic scenes on the Lexidata display through the use
of color fill and shading. Furthermore, the definition of the
cylindrical volumes with planar surface patches would easily lend itself
to volume interferance detection in simulation which relies on finding
edge intersections with planar surfaces. [28]
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Chapter 3
Tool Path Generation
For either the cleaning or inspection tasks of this application, the
required tool path will be governed by the geometrical constraints placed
on the tool for its successful use and by the shape of the weld. A weld
typically consists of a fillet created by the added material and the
original material to either side that lies within the heat affected zone.
Most tools can be characterised by their required location and
orientation with respect to the work surface for nominal performance.
For example, for a visual inspection of a weld and the HAZ with a video
camera, the camera should be oriented facing the weld at the maximum
distance giving sufficient surface detail to allow for the fewest passes
necessary. On the other hand, a rotating wire brush needs to be located
perpendicular to the surface normal and in contact with the weld. A
further constaint on any tool will be formed by its size as it will need
to avoid collision with not only the surface of the weld but also with
the elements to either side.
These problems of orientation and location can be solved by simple
transformations with respect to the weld's surface once the shape has
been modeled. Thus, the constraint on accuracy of the tool path is
inevitably governed by the quality and accuracy of the model chosen. The
simplest weld model is the one employed in the earlier section that
describes the weld as the space curve created by the intersection of two
cylindrical elements. Such a model can be effectively used in the
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calculation of tool paths of even greater complexity. Of course, one must
also consider the impact of the manipulator on accuracy as it must
actually place the tool at the point specified by the generated path, but
that is a manipulator dependent effect and can be discarded for the
current analysis.
3.1 Cleaning and Inspection Tools
The tools to be used can be catagorized into two areas, those for
cleaning and those for non-destructive testing. Cleaning tools
include: [12, 20]
1. High pressure water jets
2. Cavitating water jets
3. Wire brushes
4. Chipping hammers or chisels
5. Grinders
Inspection methods include:
1. Video/photographic cameras
2. Stereo photography
3. Magnetic particle
4. Ultrasonics flaw detection
5. Electromagnetic flaw flaw detection
6. Acoustic emission
7. Corrosion potential measurement
8. Radiography
The bulk of these methods require the actual placement of transducers or
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other types of sensors and elements on or near the inspection
surface. [12, 45, 50] Thus, they would require a different type of
trajectory than those specified for the cleaning task. Yet, given a
definition of the appropriate form of the trajectory needed for each type
of inspection method a suitable trajectory could be formed from the node
model. For the present, the continuous, scanning path will be used.
3.2 Desireable Attributes of Tool Path
For a given task, the tool path generated should specify the tool's
orientation and position in a series of coordinate frames along a
trajectory over the weld's surface. Enough frames should be specified as
to allow for a continuous coverage of the weld's surface. What becomes
obvious is that some set of criteria need to be established to govern the
selection and generatation these coordinate frames. The algorithm to be
used should:
1. Allow for specification of orientation and location with
respect to a point on the weld's surface.
2. Be accurate to within tolerances of the most demanding tool.
3. Provide optimal avoidance of collision with both the point on
the weld surface and with the surrounding elements.
4. Include a means for interpolation between defined points that
is also within the specified tolerances.
5. Allow calculation of entire trajectory to allow for simulation
and review.
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3.3 Methods of Calculation
For most cleaning and inspection tools, the best tool path is the
one that manuevers the tool around the weld within a specified distance
without colliding with either the weld or the surrounding structural
elements. Of course, it would be impossible to calculate the exact path
at each point on the weld and an approximation within the tolerances for
accuraccy specified above must be used.
The fourth item above deals with the error caused by this
approximation and is primarily defined by the scale of the structure in
relation to that of the arm to be used and the tolerances needed. With a
linear interpolation between frames the error is given by (11, 41]
deltaD =R(l-cos(theta/2))
where theta is the angle between steps and R is the radius of
curvature of the path at that point.(figure 3.1) Because the elements are
cylindrical, the radius of curvature can be approximated by the radius of
the smaller element. For this study we are using 100 steps per
revolution in the definition of tool paths giving a theta of 1.8 degrees
resulting in a degree of accuracy near 2 cm.(see Appendix A.3)
The specification of location in the form of offset from the weld
surface and orientation with respect to it can be accomplished by
defining a simple transformation. However, this implies the selection of
a coordinate frame for the tool following the trajectory. For this tool
coordinate frame we have adopted that used by Paul as shown in figure
3.2. [37] The weld point coordinate frame will be defined by the Primary
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frame translated to the specific point on the weld with no rotation. The
tool frame is then given by a simple translation along an arbitrary
offest vector and a set of rotations with respect to the primary's frame
much in the same way as the secondary is defined.(see appendix A.4) Once
this frame is established, further transformations within it can be used
to orient and place the individual tool in the desired position.
3.3.1 Radial Offset
The simplest trajectory in terms of calculation is one radially
displaced along the weld intersection from the center of the node. This
method can be accomplished by scaling the weld points by an appropriate
multiple with respect to the coordinate frame established at the node's
center(the Primary Frame). Unfortunately, the resultant tool path can
sometimes intersect with the secondary members due to their angle of
inclination or offset along the primary's axis.(figure 3.3)
3.3.2 Space Curve Normal Trajectory
To avoid collisions of the tool with the structure, the best tool
path will provide an equal clearance on all sides. Assuming a symmetric
tool, such a path will lie equal distant from the two elements that
intersect to form the weld. Such a position lies along the normal to the
space curve given by the intersection. [11] This normal vector is most
easily defined by bisecting the angle between the two surface normals at
the point of intersection. Defining the tool path then becomes merely a
matter of selecting an offset distance along the space curve normal that
gives adequate clearance to the sides. The tool coordinate frame for
-48-
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FIGURE 3.1
Error due to linear interpolation between generated frames of the
trajectory.
FIGURE 3.2
Paul's coordinate frame for the end-effector of a robot manipula-
tor.
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FIGURE 3.3
Simple and fast radial offset trajectory generation. Second ele-
ment shows why this is not a sufficient model.
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such a path would be given by the opposite of the normal for the z axis,
the tangent given by the cross product of the two surface normals for the
x axis, and the cross product of the new x and z axes for the y axis as
shown in figure 3.4(see appendix A.5)
3.3.3 Multiple Trajectories
In both the inspection and cleaning processes, the area of interest
includes the weld and the entire heat affected zone(HAZ) on either side.
In most cases this will require more than a single pass around the weld
due to the constraints on the tools. Therefore, the tool path generated
should allow for this scanning by forming a series of trajectories that
move around the weld and incrementally move down one element to the weld
and then out the other element. By sectioning the node along the plane
formed by the intersecting axes of the elements one obtains a cross
section of these trajectories as in figure 3.5. Because they are created
using the weld model, this cross section of the trajectories will
parallel the model in shape. Thus, there are many ways to determine an
approximation to the exact tool path depending on how the weld is
modeled.
The most straight forward method of creating these trajectories is
to base them on the linear intersection model of the weld. In this case
the cross sectional trajectory would be a simple "v" shape. This path
could be created by varying the radii of the elements while calculating a
series of trajectories lying along the space curve normals, stepping
first down the radius of the secondary from some offset and then stepping
out the primary as shown in figure 3.6. This algorithm produces the "V"
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FIGURE 3.4
Method for generating the normal to a space curve as formed from
two intersecting cylinders or other quadric surface.
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FIGURE 3.5
Section of a scanning trajectory that includes coverage of the
Heat Affected Zone(HAZ).
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pattern mentioned above with the orientation of the tool lying along the
normal to the space curve that would be given by the intersection of the
cylinders with the altered radii. This solution allows the range of area
around the weld to be specified as well as the step length for the radii
and the offset from the weld.(figure 3.6)
This "V" shaped cross section begs the question of the accuracy of
modeling the weld as a simple intersection as shown in figure 3.7.
Depending on the size of the weld fillet relative to the offset, the
resultant trajectories could be in significant error. This error is then
a function of the scale between the tool operating range and the weld
size. Perhaps a more exact cross section could be given by a hyperbola
that approaches the surface normals as assymptotes(figure 3.9). Or maybe
it could be approximated by a simple linearization as shown in figure
3.8.
A second method models the weld shape by defining the radius of
curvature for the weld as equal to the offset distance from the elements.
Instead of orienting the end-effector along the space curve normal
throughout the trajectories covering the HAZ, it is located along the
normal to the cylinder's surface depending on which side of the weld is
under inspection. Upon reaching a trajectory that lies on the space
curve normal that trajectory is repeated while the orientation of of the
end-effector is moved through the angle between the surface
normals.(figure 3.10) This set of trajectories allows for keeping the
end-effector orientation constant with regards to the surface being
inspected. The limitation imposed by modeling the weld as having a
radius of curvature equal to the tool offset can be overcome by rotating
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FIGURE 3.6
Scanning trajectory created by stepping in the radius of the sec-
ondary and out the radius of the primary while repeatedly using
the same algorithm that calculated the space curve normal in the
previous example.
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FIGURE 3.7
Potential for error in trajectory due to insufficient model of
the weld shape, in particular the fillet radius.
FIGURE 3.8
Linear approximation to weld fillet shape
I i
FIGURE 3.9
Hyperbola approximation to the correct weld path for modelling
the weld fillet shape.
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FIGURE 3.10
HAZ scanning trajectory where the orientation is maintained nor-
mal to the surface being scanned.
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the end-effector around an eccentric center on the space curve normal
rather than around the trajectory point itself.(figure 3.11) However,
this does reduce clearance between the end-effector and the elements at
certain points as indicated in figure 3.11.
A further question concerns controlling the angle of the tool
relative to the surface. For the original trajectory this could be in
the form of an arbitrary rotation around the tools y-axis such as needed
for presurized water jet cleaning tools. The tool tip should be
displaced an appropriate amount to allow the jet to hit the weld at the
correct point as shown in figure 3.12. For the original trajectory the
rotation about the y-axis would give a constant angle with respect to the
surface. However, for the first set of scanning trajectories this angle
would vary. This variation would result from the angle between the
elements. In order to maintain a fixed orientation relative to the
surface, the angle between the surface normals would have to evaluated at
each point(theta) and used in the following expression to define the
angle of rotation around the y-axis.
beta = betadesired -(pi-theta)/2
If the weld is modeled as having a fillet of significant size then
the surface normal of the fillet should be used in the determination of
theta. Unfortunately, this method will not work if the desired angle is
less that of the complement of one half theta.
A better method would be to use the second scanning trajectory
described. In this trajectory the tools coordinate frame is kept normal
to the surface it is scanning. In this case it is again a simple matter
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FIGURE 3.11
Scanning around an eccentric center caused by the difference
between the weld fillet radius and the desired offset from the
work surface. Notice that while this trajectory does maintain a
normal orientation, the lateral clearance is severly reduced.
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to rotate the tool on its y-axis and translate it an appropriate amount
along the x-axis to maintain the same point on the surface being
scanned.(figure 3.13)
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FIGURE 3.12
Close up of weld and trajectory to show obtaining a desired ori-
entation to the inspection surface(beta). Here, [x,y,z,ll is the
original 90 degree(normal) end-effector orientation and
[x',y',z',l] is the new orientation at beta degrees.
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FIGURE 3.13
Looking down secondary to see beta offset of multiple trajecto-
ries. Notice that the trajectories scanning the surrace of the
secondary appear as a circle and their pointers overlap in this
vI te'
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Chapter 4
Teaching
An important subtask in the deep sea cleaning and inspection of a
weld is to define a collision free path for the manipulator that drives
the end-effector through an appropriate trajectory. The difficulty with
supervisory control in this application lies in the identification for
the computer model of the space within which the operation is to take
place. Both trajectory determination and collision detection will depend
on creating and maintaining an accurate model of the physical
environment. This can be accomplished through a balance of constraints
on the possible structure of the model and the use of sensing. Sensing
is important because it allows for flexibility in tailoring the model to
the environment while coping with unexpected variations and
intrusions. [31] In this application, the environmental constraints take
the role of limiting the node structure model to cylinders with
intersecting axes and rectangular obstructions. The task then, is to
identify the parameters for each structural component and obstacle and to
establish the location of the vehicle's reference frame with respect to
the node through either further constraints or sensing. [15, 18]
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4.1 System Identification
The important element of the node to be identified for the
performance of the inspection and cleaning process is the location of the
weld surface. There are many potential methods available for
accomplishing the teaching of the weld shape which vary in their
application to task. All of them depend on the vehicle maintaining a
stable position near the node from which details about the node's
structure can be identified and the vehicle's exact location relative to
the node found.
4.1.1 Explicit
The most straight forward method of teaching the weld involves the
explicit definition of the shape as a series of coordinate frames
specified in real time by the operator. This method of selecting points
along the weld was used by Dr. Yoerger in his thesis on supervisory
control. [51] Once the points are selected, a smoothing algorithm would
be used to interpolate between the points but no model of the structure
would be created. The problem with this method is the necessity of
realtime selection of points and coordinate frames on the weld as well as
the lack of a model for collision avoidance simulations. Indeed, the
whole idea of supervisory control is to avoid the need for the operator
to control the manipulator in real time. A modified version of this
method would involve fitting only the x,y,z coordinates of points from
along the weld surface to a model of the weld space curve. Using the
method of least squares and a model based on the intersection of the
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component cylinder's axes, the constraints governing the shape of a
particular space curve representing the weld could be approximated. [44]
These in turn could be used in reverse to calculate the attributes of the
intersecting cylinders and thus produce the model. One of the benefits
of this method is that the weld is defined by selecting points and not
coordinate frames and thus the orientation of the manipulator is not
important. The end-effector trajectory orientation would be found from
the normal to the space curve and not the interactively defined
orientation. This would allow for use of a manipulator control method
that does not require real time control by the operator in selecting
points as will be described alter. The danger of this method lies in the
high potential for sensitivity to noise in the measurement of points on
the weld. This would manifest itself not only in errors in the weld
shape but in larger errors in the attributes for the cylinders, thereby
giving a poor model for collision avoidance simulation.
4.1.2 Implicit
A way around this sensitivity is to model the cylinders first and
then derive the space curve of their intersection. Thus, a series of
points would be selected along the surface of each cylinder and the
attributes fit to them using a least squares approximation. [44] Because
of the quadratic nature of the governing equation for cylinders, this
process might be simplyfied by decomposing the approximation into two
steps. First the direction of the unit vector could be found by modeling
the cylinder as a noisy line. Then the radius can be approximated by
fitting a series of points along the curvature of the surface to a system
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of four equations instead of six.
Once the parameters defining each cylinder are found, the weld space
curve at the intersection can be calculated and the necessary
trajectories determined. The benefits of this modeling procedure are a
more exact system model. The porblems arise in the sensitivity of the
shape of the weld curve to errors in the measurement of points on the
cylinders as well as the shear number of points needed to define all the
cylinders. The sensitivity is especially important due to the problems
of scale encountered in the relative sizes of the structural members and
the vehicle. Cylinders whose radii are of the same order as the
manipulator arm is long will look like very noisy lines indeed.
4.1.3 World Model
Each of the previous methods relies on the attainment of all
information about the node during the actual operation. An alternative
might be to use a system model of the entire platform. When combined
with the position of the vehicle within the structure, the form of the
specific node to be inspected could be determined from the "world model".
The problem would then be one of finding the orientation and position of
the vehicle in the structure. Such a model already exists in the
navigation model. This geometric model will incorporate relative
positions of nodes, their interconnections and the radii of the elements.
From this information the structure of any node can be displayed. Given
the rough estimate of position provided during navigation and docking,
the operator could fine-tune the orientation either visually with
hardware rotation of the models image or by fitting a few points of the
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main structural member on the weld shapes.
The problem with using a predefined model for structure is the
opposite of the previous methods. Where they failed due to sensitivity
to noise, the world model fails due to insensitivity to detail. The
scale of offshore structures make the definition of single points to
represent nodes and accurate model for navigation where the vehicle is
making relatively large movements. For the smaller scale movement of the
manipulator, this model will not be exact enough. While it will lend
itself easily to the definition of relative angles between cylinders, the
weld shape depends on accurate knowledge of the point of intersection of
the axes for each pairing of cylinders. In most cases, not all the axes
will intersect at a single point and the resultant weld shape would thus
be far from sufficient. Furthermore, the inaccuracies in the modeling of
the structure would be magnified and the flexibility of the previous two
methods would be lost.
4.1.4 Solution
An ideal solution immediately presents itself. Borrow the strong
points from each of the previous methods with the idea of making more
exact and simple the teaching of a node to a docked vehicle. Because
these earlier techniques suffer primarily due to problems of scale, a
serial approach to the teaching of the environment is suggested, one that
progresses from the general to the more specific teaching techniques.
The procedure would begin with the first approximation as given by the
position of the vehicle within the navigation model. This would allow
for the identification of the vectors of the intersecting members and a
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rough estimate of the point of intersection. The orientation and
position of the vehicle relative to this model as determined in the
docking process would then be used to model what the operator should be
viewing.
The model would be refined by describing the particular design
attributes of the individual node to be inspected such as the offset
along the primaries axis, diameter, etc., to give the second
approximation. The operator would then need to accurately identify the
vehicles position with respect to the node with either hardware rotation
of the model to match the video image or by touching a predetermined set
point on the node such as the end of an anode or some other position.
Trajectories generated by the model could then be examined for accuracy
against the video image. Should they still prove to be to inexact the
operator could fine-tune them by selecting several points along the
apparent weld position and allowing the computer to fit the trajectories
to these points with a least squares analysis using the equation of the
weld space curve. Further refinement could be obtained by also fitting
several of the cylindrical members to a set of points as well. With the
structure of the node firmly established, the end-effector trajectories
can be calculated as a set of coordinate frames to drive the manipulator.
At this point the operator can block off further obstructions that exist
in the form of rectangles defined by either touching them or simply
describing their position in the model.
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4.2 Collision Free Path Planning
The purpose of using supervisory control in path planning is to
allow the computer to assume the task of generating collision free
manipulator trajectories in a cluttered work space. Any such path
planning must take into account environmental obstacles and provide a way
for avoiding them. All such collision avoidance systems operate from
internal models that represent both manipulator and obstacles. For
practical applications, such a system must incorporate a means for
creating and maintaining the model as well. Both of these needs are well
met by the previously described model and teaching method. Generating
collision free paths for the end-effector is a rather simple process as
already described if the complications of dynamically defined obstacles
are excluded. However, in the six degrees of freedom needed by the
manipulator to follow the complex weld shape, not only the end-effector
but also the joints will become susceptable to collisions. Once the end-
effector trajectory is calculated the problem of finding joint space
trajectories for the manipulator itself can be done using a model of the
manipulators inverse kinematics to determine the joint paths along the
entire trajectory. However, the actual avoidance of collisions along
these trajectories can be approached from two different directions,
relying upon the operator to interpret the model and to disern when
collisions occur and how to avoid them or developing a computer algorithm
to do the same thing. Both methods divide the task into two subtasks,
detection and avoidance.
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4.2.1 Collision Detection
The detection of collisions can always be done, the issue is how to
do it effectively. There are two steps to the detection process,
specifying the manipulator's location in space and time and deciding if
at any location in time it intersects with solid obstacles in the
environment. There are two approaches to defining the manipulators
position, heuristic simulation with discrete steps where at each step a
check is made for interference or the entire volume swept out by the
manipulator can be defined as a virtual object and analysed for
interference in one shot. While the heuristic simulation forces many
applications of the interference algorithm, the volumes to be analysed
are much simpler than the shape defined by the swept volume. These
methods can also be simplified by shrinking the manipulator down to where
it can be approximated by lines and angles and expanding the obstacles a
corresponding amount. [31, 28] In simulation, each joint "line" can then
be examined for intersection with the environment. This is the method
implicity used in the definition of the end-effector trajectory where it
is offset or grown out a specified amount to avoid collisions with the
surface to either side of the weld.. In similar fashion, the virtual
object swept out by the manipulator becomes a set of ruled surfaces which
are also much easier to analyse. Unfortunately, if the environment is at
all complex, the growing of obstacles in an orderly fashion becomes quite
difficult and time consuming.(figure 4.1)
The interference analysis that is a part of both methods can be
performed in several ways. The easiest method to implement is to rely
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FIGURE 4.1
Growing obstacles as part of path planning in a two dimensional
example for a circle of radius d where the circle is to move from
point 1 to point 2.
i
i
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upon the operator to observe when collisions take place in a display of
the manipulator and environment simulation. By using a graphic overlay
on the real image of the node,the operator can examine the developed
trajectories for collisions with the model or obstacles as defined. This
technique will also allow checking for collisions with undefined but
nevertheless real obstacles as well.
Several techniques exist for implementing interference checking in
the computer. These range from exhaustive analysis of the manipulator
edge intersections with obstacle surfaces and vice versa based on
polygonal representations of each [31, 28, 5] to solving the equations of
intersection for more complex surfaces analytically. [16] The
interference checking can be significantly reduced by using a hierarchy
of object complexity, starting with spherical envelopes which are simple
to check and getting more detailed if collisions are found. Although
interference checking is quite complex and time consuming, Myers and Agin
recently demonstrated a heuristic detection method for controlling a
manipulator in a simple but nontrivial environment that operated in real
time. [31] The heuristic approach through incremental simulation looks to
have more promise in this application because it would eliminate the need
to store the large amount of data describing the complex swept volume and
still allow for display for the operator.
4.2.2 Collision Avoidance
Once collisions have been identified along the manipulator's
trajectory in the model, it becomes necessary to constrain the trajectory
or modify a redundant degree of freedom to avoid that combination of
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joint positions in actual operation. In a six or fewer degree of freedom
manipulator this becomes the simple problem of cutting the trajectory
short and repositioning the vehicle to obtain the full coverage of the
weld. However, this is quite time consuming so for this study,
manipulators with greater degrees of freedom are being considered.
However, because this will allow for more than one configuration to reach
any given point, the problem of determining the appropriate trajectory
becomes that much more difficult.
Again, the easiest way to implement avoidance measures is to allow
the operator to specify changes based on his perception of the collision.
He might change the orientation of an otherwise fixed redundant degree of
freedom or just simple establish a "stop" in the trajectory just prior to
where the collision was detected while later manuvuering the vehicle to
allow for getting at the area missed.
Collision avoidance by computer is also under wide study, however,
most systems to date are only concerned with simple point to point
trajectories and even then they are fairly slow or inexact. Again,
methods for avoidance exist that rely on hueristic simulation or optimal
analytical separation, and while both have been applied to 6 or more
degree of freedom manipulators, the need to follow complex trajectories
tends to make them unsatisfactory for this application. [31, 28]
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4.3 Application
At present, the first and second methods of teaching the node's
structure have been implemented. The navigation model is searched and
all elements existing within a set area around or connecting with the
node are identified and their attributes in terms of cylindrical elements
determined. The overall orientation of the primary coordinate frame with
respect to the structural coordinates is also found(see appendix A.6).
Once the node is established the operator is asked to provide information
on the location of obstacles interactively, including the dynamic
graphics driven selection of the obstacle orientation with respect to a
particular element as selected from labels on the display.
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Chapter 5
Man Machine Interface
An important aspect of supervisory control is the interface between
the computer system performing the task and the supervising operator. A
problem facing any developer of such a man-machine interface is the means
of display both for the system model and the sensor feedback from the
real system itself. With improper design of the displays, all the
potential benefits of supervisory control can be lost due to operator
confusion. [43] While the displays are obviously used for the monitoring
function, they become particularly important during teaching when the
task is to reconcile differences between the model and the system and its
environment. For the underwater inspection of welds application this
part of the "feedback" loop is epecially important because of the need to
interactively define aspects of the node and collision free paths for the
manipulator as discussed in the previous section.
5.1 Graphic Display of Model
There are many possible ways to display a solid model on a graphic
device. The major cause of confusion in graphic displays revolves around
the problem of representing three dimensional objects on a two
dimensional screen. Thus, the difficult part of designing any display
lies in giving the model an aspect of three-dimensionality. This can be
accomplished in several different ways. The most basic of these display
methods are those traditionaly used by draftsmen, ranging from
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orthographic projections to isometric and perspective views. In these
cases the object is represented by lines denoting the vertices of
exterior surfaces. These line type descriptions are commonly refered to
as wireframe displays. While these displays in them selves are no better
at displaying three dimensions than drawings on paper, the addition of
animation, variable intensity, and hidden line removal can add greatly to
the operators perception of three dimensionality.
Another type of display technique fills each entire surface with a
shade of color as defined by the edges used in the wireframe model. This
technique can be augmented in its representation of three dimensions by
the variable shading of its surfaces, the use of shadows, altering the
shading by moving the "light source", and of course animation. [40]
5.2 Device Independence
There are two basic approaches to be used in the creation of a
system for producing graphic displays, device specific "turn key"
applications, and device independent applications. Device specific
programs allow for the fullest use of the capabilities of a graphics
device and thus get the most for the money invested. Device independent
programming on the other hand, allows for the use of the software on
various devices. This is accomplished by writing libraries of standard
subroutines for use in the creation of graphic displays that point to
different "device driver" subroutine libraries depending on the device in
use. Device independence does limit the programmer to the capabilities
of the weakest device for the most part however. [21]
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5.3 Graphic Displays
There are currently four different methods used in the display of
graphic images as generated by computers
5.3.1 Raster
A raster type device consists of a screen of picture
elements(pixels) arranged as a matrix. The image is created by
illuminating specific pixels in an appropriate pattern. These devices
have the capabilites of filling surfaces as well as wireframe displays.
Most are available with various means for producing color ranging from
specifying differing level of Red, Green and Blue to varying shades,
hues, and intensities. Presently most raster devices are limited to
fairly simple animation depending on the complexity of the object because
of the necessity to recalculate for each pixel. [3, 7, 40]
5.3.2 Vector Refresh
Another type of display is known as vector refresh. Instead of
illuminating pixels, this type of device illuminates lines on the screen.
These lines are generated by specifying end points and intensities in a
display list. Some of these devices, including the Megatek used in the
MMS Lab, are capable of using three dimensional vectors and performing
rapid three dimensional transformations. This gives these devices the
power of rapid animation of the display. Unfortunately, these vector
devices can only be used with wireframe models and not surface definition
models. [3, 7, 40]
-77-
5.3.3 Vector Storage
While this type of device also creates images by vector or "stroke"
writting, instead of dynamically refreshing the screen it relys upon a
storae tube to maintain the image. These devices are capable of very
high resolution but lack in the ability to selectively erase parts of the
screen thus eliminating the potential for dynamic displays and animation.
There are now on the market several devices which incorporate both
storage tube and vector refresh technology thereby allowing for high
resolution backround images with limited dynamic displays in a sort of
overlay configuration. [3, 7, 40]
5.3.4 Plasma Panel Screens
Less popular are the flat Plasma screens due to their lower
resolution and higher costs. Yet, they have their value in reduced size
and increased durability. Such a panel can be characterized as a
monochrome, single intensity, storage raster device with selective erase.
It allows images to be projected onto the transparent screen from behind,
such as slides or microfilm, to enhance the displayed image. These
screens are particularly popular for military applications due to their
greater ability to withstand shock, vibration, electrical and magnetic
interferance, and other severe environmental conditions.
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5.4 Video Imaging
Video images can be taken of real objects with a camera and then
digitzed and recorded for later display. These images can then be
combined with computer generated graphics to create overlay effects as
demonstrated by Mark Noyes in the MMS Lab this spring. Currently, this
capability is limited to raster type devices, but the Megatek Corporation
claims to be on the verge of introducing a vector device with video
overlay as well.
5.5 User Input Device Types
Another important facet of the man machine interface is the means by
which the operator communicates with the computer. The devices used for
this purpose attempt to translate human analogic inputs into digital
inputs for the computer. These devices include: [3, 7, 40]
1. Light pen
2. mouse
3. track ball
4. joy stick
5. curser pad
6. digitizing tablet
7. keyboard
8. function keys
9. voice
The first six of these devices offer very simple levels of communication,
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at the most a couple of degrees of freedom as in the case of the mouse,
trackball, and the rest of the (x,y) location devices. The use of voice
input would allow very complex symbolic communication, unfortunately, due
to the nature of the human language and interpretive process, the verbal
interface has proven to be unreliable to date. [7]
5.6 Teaching Techniques and Hardware
Each of the teaching methods described previously require some form
of interation of the operator with the computer to convey the system
identification. The three types of communication methods needed are
visual analysis and comparason of the model with the real video image,
dynamic interactive input of changes to the model and trajectories, and
directed sensing of the environment with the manipiulator and the use of
its kinematics to define specific points for the model.
5.6.1 Visual Feedback
The visual interface between the computer and the operator consists
of two main components. The first of these is the display of visual
images of the node as seen from the vehicle's onboard camera. This in
itself will give the operator a sense of orientation with respect to the
node. It will also provide a means for making comparisons with the
computer model as well as allowing the operator th monitor the actual
cleaning and inspection process once it gets underway. The position and
type of camera will be strongly governed by the scale of the structure
relative to the vehicle as the operator must be able to get a sense of
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the entire node structure to be able to compare it to the model. While
speed of display update will be important for monitoring or controlling
any real-time movement of the vehicle or manipulator, the visual
comparison will require an image ofgreater definition which can be
generated over a longer period of time once the vehicle is on station.
The second aspect of the visual interface is driven by the necessity
to display the computer models in a form compatible with the image of the
real node for comparisons to be made. This can be accomplished by model
driven computer graphic overlays on the visual image, augmented by
alternative views of the model on other monitors. Those alternative
views will greatly aid the operator in determining a collision free path
by allowing the arm's joint trajectories to be view from several angles.
5.6.2 Supervisor Input
If defficiencies in the model or the trajectories are observed, the
supervisor will need to communicate corrections to the computer using
various analogic devices as described above. In order to reduce
confusion for the operator both input and output devices should be
concentrated together and interact with each other in a way the operator
can monitor. A good examples of such a system are prominent in the world
of computer graphics applications in the menu driven CAD packages now
available. [40] By basing the user input on a menu displayed on the same
screen as the visual feedback from the system, the users attention need
never deviate from the sorce of his information. In these systems the
analogic input takes the form of either a mouse, trackball, or light pen
that drives a curser on the screen and allows for one or more function
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keys to indicate when an appropriate menu item has been selected. The
menu items can contain commands for the user directed dynamic changes to
the model as well as for specifying the constraints on simulated
trajectries.
5.6.3 Tactile Sensing
A second form of interaction necessary between the operator and the
computer is the correction of the computer generated models based on
operator directed sensing of the environment. In this application the
sensing needs to take the form of selecting points from the surface of
the weld and node in three dimensional coordinates relative to the
vehicle. The obvious means of accomplishing this is to reach out with
the manipulator and touch points. A touch sensor could indicate when
contact is made and the cartesian coordinates could be calculated from
the joint angles and the forward kinematics. However, the purpose of
supervisory control is to eliminate the need for skill based behavior on
the part of the operator.
When selecting an object whose position in 3-space is to be
determined, the first action performed by a person is to identify the
object's position in a two dimensional picture plane relative to the
person's eye. From the visual image we have of the environment, two of
the object's coordinates can be determined. The same holds true for
identifying a point on a node using the video image. The operator can
determine the points position in two dimensions on the monitor's screen.
A person identifies the third dimension by either relying on stereo
vision and parallax error or reaching out and touching the object. In
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like manner the third dimension of the point on the surface of the node
can be found by directing the manipulator to travel out along the
camera's line of sight until contact is made.(figure 5.1)
The cognition aspect of this task is then selecting the 2-D
coordinates of the object or point to be touched. The skill component
consists of reaching out the manipulator and can be predefined by the
operators selection of the 2-D coordinate with a cursor or track ball and
driven by the computer, thus eliminating the necessity of real-time
control. Alternatives to using the manipulator as the depth coordinate
sensor should also be examined as acoustic imaging systems of sufficient
quality may be availible and would allow for quicker selection of points.
This technique would prove valuable for the placement of NDT sensors as
well.
5.7 Application
For this study a set of standard device independent graphics
subroutines was writen for use on either a Megatek vector refresh display
or a Lexidata raster display in the Man-Machine Systems Lab. These
subroutines access different device drivers depending on the library
used. A set of mathematical subroutines was also created for use in
conjunction with the graphics routines. Animation was implemented on the
Megatek through hardware rotation while on the Lexidata filled surfaces
with variable shading and a moveable light source were used. Analogic
input was performed with a Bitpad digitizing tablet and mouse
combination. The mouse includes four function keys which are used to
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FIGURE 5.1
Finding a point in space using the manipulator. The end-effector
is moved out along a ray from a point selected in the camera view
plane until it touches the desired point. The distance is then
found from the manipulator's kinematics.
f
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control the hardware rotation on the Megatek, the dynamic light source
motion on the Lexidata, and the dynamic specification of the orientation
of obstacles relative to node elements. All other input was made using
the keyboard in response to prompts. The feasibility of applying of menu
driven input was seen as well proven in other systems and beyond the
scope of this study.
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Chapter 6
Kinematic Simulation
An important requirement for the representational model was that it
allow for the simulation of both the end-effector and the manipulator as
a whole. The importance of these simulations for determining collision
free paths has been described previously. While the simulation of the
end-effector is relatively simple once the inspection or cleaning
trajectory has been defined as a series of discrete coordinate frames,
the simulation of the manipulator is more difficult.
6.1 End Effector Tool Simulation
To simulate the orientation and position of the end-effector along
the calculated trajectory an ideal manipulator was used in the form of a
"flying hand". Any three dimensional shape can be loaded into the
software as it stands. This end-effector model is then moved from one
frame to another around the displayed trajectory in animation. This
allows the operator to visually inspect the trajectory for collisions of
the end-effector with the environment.(figure 6.1)
6.2 Manipulator Model
A seven degree of freedom model of a manipulator as provided by Dr.
Yoerger will be used to generate manipulator simulations. This model
incorporates a redundant degree of freedom to allow the operator to
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FIGURE 6.1
The "flying hand" ideal end-effector
I ,
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control the position of the manipulator elbow to avoid collisions.
Simulating the manipulator requires that the difficult problem of the
inverse kinematics for the manipulator be solved for each orientation and
position specified. It also requires the generation of intermediate
frames to be interpolated between the specified points to allow for
smooth motion. Both of thes elements are important aspects of Dr.
Yoerger's model and simulation algorithm.(figure 6.2)
6.3 Joint Trajectory Simulation
Using the model and the calculated trajectories for the end-effector
a series of trajectories for the individual joints of the manipulator can
be calculated. By backdriving the joint angles of the manipulator as
calculated from the inverse kinematics, the joint trajectories can be
simulated for the operator who can then examine them for collisions with
the environment. Based on observations, the operator can then modify the
elbow angle and other constraints on the tractories to avoid any
colisions in a recursive manner with further simulation until a collision
free trajectory is obtained.
6.4 Application
The seven degree of freedom manipulator model has been implemented
and crude trajectory simulation performed. Control over the elbow angle
has been provided as well. The simulation task must be run separately
from the node modelling task due to limitations imposed by the host
computer on the task size, however by using data files to transfer the
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FIGURE 6.2
Representation of the seven degree of freedom manipulator used in
the simulations.
t
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screen transformation, primary coordinate frame transformation, scale,
and inspection trajectory coordinate frames, the simulation can be run on
top of the image as generated by the node modelling task.(figure 6.3)
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FIGURE 6.3
Graphic display of manipulator simulation overlayed on node dis-
play.
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Chapter 7
Conclusion
Using the methods outlined above, it appears that the application of
supervisory control to manipulator path planning for the cleaning and
inspection of underwater welds is feasible. While an implementation of
this technology to this application is certainly a long way off, it
appears that even with the constraint of an acoustic link for
communication, that available resources will allow for sufficient
offloading of skill and rule based behavior from the operator to make
control from a topside location feasible. Whether or not it will prove
to be cost-effective will require further study.
7.1 Summary of Work
The status of this aspect of the study at the date of this writing
will be summarized below:
1. A representational model for a node has been formulated and
applied in computer models.
2. This model has been used to produce vector and raster graphic
displays using device independent programming techniques
3. A set of device drivers has been written to implement these
programs on both a Megatek and a Lexidata in the Man Machine
Systems Lab and to a limited extent on a Vectorgraphics at
Woods Hole Oceanographic Institute.
4. A variety of techniques to simulate and convey the three
dimensionality of the model have been examined including
hardware rotation and variable shading with a movable light
source.
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5. The generation of end-effector trajectories has been examined
and applied in various forms with the computer model
including:
Simple radial offset method
Space curve normal offset
Scanning trajectories with fixed angle(space curve normal)
Space curve normal with specified constant angle relative to
the surface
Scanning trajectories with specified angle relative to the
surface, modelling the weld as a fillet with radius equal to
the end-effector offset
6. A procedure for teaching the node to the computer has been
formulated and the initial aspects of obtaining the first
approximation from the navagation model and the second from
more detailed knowledge of the specific node has been
implemented.
7. A method for simulating the end-effector motion around the
trajectory has been created allowing the end-effector to be
modelled by any simple three dimensional shape.
8. A separate task has been written to allow the simulation of a
seven degree of freedom manipulator around the same
trajectory.
7.2 Depth of Analysis
This study has focused on the selection of a representation of a
node on an offshore structure that is amenable to computer manipulation
for the production of end-effector trajectories. As such, I have pursued
the elements of kinematic simulation, teaching, graphic display, and
collision avoidance only to the degree that they would impact on the type
of representational model to be used. While I have demonstrated the
implementation of this model with graphic displays and trajectory
generation, the teaching of a node to the computer is still in the
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developmental stage as is the kinematic simulation.
7.3 Future Problems and Directions
Future work on this application of supervisory control to the
underwater inspection process will need to further examine and implement
many of the possibilites described in this study to determine their
feasibility. Particulary important would be an attempt at implementing
the teaching procedure described herein for identifying the node and the
position of the vehicle's base frame. This would involve not only
writing the comparison and least squares algorithms, but implementing the
video overlay techniques as well as the tactile sensing technique.
Another area for further work would be the collision detection methods as
a computer driven method would prove useful over the operator visual
comparison as described herein especially in the turbid waters of the
North Sea. However, the present state of collision avoidance techniques
suggest that an operator given sufficient information of the cause of
collision from simulation would prove much more adept at finding means
for avoiding the obstacle. Thus, an examination of methods for
controlling the manipulator in trajectory and joint coordinates in real
time is suggested. Further analysis of the shape of underwater welds and
the parameters, especially tolerances and desired motions, governing the
effective use of inspection and cleaning tools also needs to be performed
to allow for more accurate implementation of these path planning methods.
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APPENDIX A. THEORY
A.1 Quadric Representation of Cylindrical Elements
GENERAL QUADRIC SOLIDS
Quadric solids are described by an implicit equation of the
form:
q(x,y,z) = ax2 + byz + cz- + 2dxy + 2eyz + 2fzx
+ 2gx + 2hy + 2jz + k
The surface of such a solid is given by:
q(x,y,z) = 0
This general equation describes the three dimensional shapes:
Elliptic Cylinders
Hyperbolic Cylinders
Parabolic Cylinders
Elliptic Paraboloids
Hyperbolic Paraboloids
Ellipsoids
Hyperboloids
Cones
where this list includes spheres and circular cylinders as well
as the two dimensional conic sections as special cases.[11]
The general implicit equation can be written in
discriminant matrix form as well:
ad f g x
q(x,y,z) = [ x y z 1 ] d b e h y = QX
fecj z
ghj k 1
Any quadric can be transformed to a form that eliminates
the cross terms. The resultant equation is known as canonical
form:
q(x',y',z') = ax' 2 + by'" + cz "2 + gx" + hy" + jz" + k = 0
The cross terms, dxy, eyz, and fxz describe the angles of
orientation of the quadric axes to those of the reference
frame.[26,16]
CIRCULAR CYLINDERS
A simple circular cylinder is a circle of radius R in the
x-y plane with its center at the origin and swept through a
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height in the z direction. This can be generalized to discribe
a cylinder in any orientation in space by moving the origin to
any arbitrary point (X,Y,Z) and specifying a unit vector for the
direction of the central axis(U).(see figures 2.6,2.7)[11] This
results in an equation for a general cylinder:
(x-X)f + (y-Y)4 + (z-Z) - [A(x-X) + B(y-Y) + C(z-Z)]z = R
where: AT + Bj + Ck = U and A + B + CZ = 1
This in turn can be given in vector form:
[x-X] *I*[x-X] - [x-X]T*U*U *[x-X] = R
or
[x-X] r *A*[x-X] = R
where: 7 = [x-X] = [(x-X) (y-Y) (z-Z)]-
and
I-At -AB -AC
A = -AB 1-BL -BC
-AC -AB 1-C L
which is the subdiscriminant of a general quadric equation if
a = 1-AL b = 1-BL c = I-Cc '
d = -AB e = -BC f = -AC
while the remaining elements of Q defining a circular cylinder
in general form are given by
g = -(aX + dY + fZ)
h = -(dX + bY + eZ)
j = -(fX + eY + cZ)
k = aX + bY + cZZ + 2dXY + 2fXZ + 2eYZ - R
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A.2 Weld Modelled as a Intersection Space Curve
A reasonable approximation for the weld between two
cylindrical elements could be found from the intersection
between the larger element(ql) and an extended smaller one(q2).
This intersection of two surfaces is known as a space curve and
can be found parametrically from the implicit equations of the
surfaces.
ql(x,y,z) = q2(x,y,z) = 0
Faux and Pratt give just such an algorithm based on calculating
the Jacobians.[ll] Levin gives an algorithm for finding the
intersection of two quadrics also based on parametric
methods. [26]
However, the use of circular cylinders to represent the
elements and the methods used to construct structures allows for
dramatic simplification of the process. In Levin's procedure he
finds a parameterization surface and transforms it to lie on the
z axis while converting it to canonical form. The intersection
is easily found on this surface by incrementing one of the
parameters and transforming the solution back to x,y,z space. A
circular cylinder is already a good parameterization surface,
especially if its body coordinates are used as the reference
frame. Looking at the intersection between two cylinders one
can see that it takes the form of a circle in the x-y plane of
the smaller cylinder's body coordinates assuming both cylinder's
axes intersect. This leads one to use the smaller elements body
coordinates as the frame of reference
ASSUMPTIONS
1) Axes intersect at point X,Y,Z
2) define the coordinate frame so that it overlaps the body
coordinates of the smaller cylinder giving:
X =Y = Z = 0
where U2 = A2i + B2j + C2k : axis of smaller cylinder
Al = 0, BI = 0, C1 = 1
and Ul = Ali + Blj + Clk : axis of larger cylinder
where Al = -sin(gamma), BI = 0, and Cl = cos(gamma)
gamma is angle between cylinder axes
Using the cylinder equation:
q(x,y,z) = 3ZI - -'UUdr' = R1
and subtracting q2(x,y,z) from ql(x,y,z) gives
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5E[Ul*U1• - U2*U2-]7 = R2' - R1 -
or
x (Al--A2t) + 2xy(A1BI - A2B2) +
y (Blz-B22) + 2xz(AICl - A2C2) +
i (ClI-C22 ) + 2yz(BiCl - B2C2) = R2' - R1i
but X=Y=Z=B1=A2=B2=0 and C2=1 so
xZAl + 2xyAICl + z'Cl1 - z z = R2' - R1"
We know from the definition of the smaller cylinder and the
reference frame that:
x% + y- = R2'
Substituting and solving for the quadratic in z gives
z = xC1 (RI - y-)
Al
We take the positive solution because we are only interested in
the intersection on one side. This equation for z makes sense
if one examines figure A.2.
Thus, the surface can be described if we increment x and
calculate y and z from:
y = (R2 - x2 ) '/ "
z = [xcos(gamma) + (Rl7- - R27 + x ).'"sin(gamma)
If x is chosen based on an increment in theta in:
x = cos(theta)
then the points selected will be equadistant around the smaller
cylinder.
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A.3 Approximation to the Weld Shape
The intersection between two surfaces forms a "real" edge
as opposed to the boundary between a surface and space which is
a virtual edge. For most graphing and motion control, a real
edge needs to be described by a finite set of points. Thus, a
means of discretizing the analytical representation for the
space curve is needed that includes defining a step length along
the curve and a means of interpolation for the area between
points that keeps the error due to approximation to within the
specified tolerances.
There are many methods available for interpolation,
however, the most straight forward to use is linear
approximation. The error for such approximation depends on the
radius of curvature(R) for the space curve and the angle swept
out by the chosen step length.[41](see figure 3.1)
error = R(1-cos(e/2)) -= S
Thus, the linear method can always be made to give errors within
tolerance as long as the step length is made small enough. For
this reason, only the linear approximation will be considered.
Faux and Pratt suggest a criteria for step length based on
the radius of curvature, the tangent to the space curve, and
permissable error.[11]
[x2-xl] = d / T : d = (1-/R)(4c(2R-d))
and T = T1i + T21 + T3k
[x2-xl] = (x2-xl)i + (y2-yl)j + (z2-zl)k
In a more straightforward approach, based on the law of cosines
and human response to graphic displays, Sears determined the
best step length(SL) as:
SL = R(2(1-cose)) :8e 25e or SL 2 .2R
where SL=l[x2-xl]I = R
For the moment, this value will be used although the tolerances
imposed on the tools may force it to change. Given a maximum
error, the angle becomes a function of the radius of curvature.
There are two methods available for finding this radius, a
recursive calculation based on three points from the curve, or
an analytical approach based on the intersection of quadric
surfaces. The later as given by Glassman[16]:
R = - 7q(x,y,z) I
2(auL + bv' + cwz + duv + evw + fuw)
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where u,v,w are the components of the unit tangent vector(T) at
x,y,z and Tq(x,y,z)j is the magnitude of the normal.
Sears decribes the recursive method given three initial points
on the curve as follows:
S1 = (y2-yl)/(x2-xl)
S2 = (y3-y2)/(x3-x2)
MP1 = { (x2-xl)/ 2 + x1 , (y2-yl)/ 2 + yl }
MP2 = { (x3-x 2 )/2 + x 2 , (y3 -y 2 )/2 + y 2 }
Xo = S1*S2 [ MP2x - MPIx + MP2y - MPly]
S1-S2 S2 S1
Yo = 1 [ S2*MP2y - SL*MP1y + MP2x - MPIx ]
S2-SI
R = [(Xo - xl)" + (Yo - yl)]-L
This requires obtaining the first three points and then
recursively defining the radius of curvature to find the next
ones.
For this study, the radius of curvature of the intersection
space curve(R) will be assumed to be smaller than that of the
smaller element(Rs) and Rs will be used to approximate R. For a
fixed step length:
SL = 21rR/NS , NS = 21TR/SL = 2W/(2-2cos(e))
Using e equal to 25 degrees, and SL equal to .2R, NS is 34
In this work a NS of 100 is routinely used which provides
300% margin over Sears criteria and gives an error of 2.4% of
Rs. However, given an Rs of 1 to 3 meters, this still
translates to an error of 2 to 8 cm. Sears criteria is based on
visual analysis of much smaller objects and doesn't provide the
accuracy needed for cavitation jets or transducer placement. As
part of further investigation, either the recursive or
analytical method should be applied in the calculation of the
weld shape for greater accuracy.
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A.4 Determining Ead-effector Orientation
In the calculation of the position trajectory (see Appendix
A.5) the number of frames, positions(XT), primary surface
normal(-P), and secondary surface normal(-SP) for each frame are
all found in primary coordinate space. The orientation at any
specific point can then be found from this information in this
manner:
1. Find unit tangent to trajectory
T = NP x NSP
IP x NSPj
2. Find space curve unit normal
N = NP + NSP
INP + NSP I
3. Find unit binormal
B= jxT
The coordinate tranform from end-effector to body
coordinates to primary coordinates is:
Tx -Bx -Nx XTx
Ty -By -Ny XTy
Tz -Bz -Nz XTz
0 0 0 1
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A.5 Calculation of the Space Curve Normal Trajectory
Given a point on the weld intersection space curve XS in
secondary coordinates as calculated in A.2, the space curve
normal(-) and trajectory point(XT) are found as follows:
1. Find rotation element of transformation from secondary
coordinates to primary coordinates
[ASR] = ROTZ(alpha) * ROTY(gamma)
2. The total transformation is then:
[AS] = TRANS(0,0,zoff) * [ASRI
3. The secondaries surface normal in secondary space is:
NS(x) = XS(x) / Rs
NS(y) = Xs(y) / Rs
NS(z) = 0
where Rs is the
secondary's radius
4. The weld point in primary space is:
XP = [AS] * X-S
5. The secondary surface normal in primary space is:
NSP = [ASR] * N-S
6. The primary surface normal at
space is:
NP(x) = XP(x) / Rp
NP(y) = XP(y) / Rp
NP(z) = 0
the weld point in primary
where Rp is the
primary's radius
7. The angle between the normals is:
-103-
PHI = ACOS NP NSP
8. given a desired offset from the surfaces(OFFSET) the
offset from the weld is:
WOFF = OFFSET / COS(PHI)
9. The space curve normal is:
N = NP + NSP
0. The trajectory P + primary coordinates is:
10. The trajectory point in primary coordinates is:
XT = XP + WOFF * N
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A.6 Coordinate Transformations
TRANSFORM FROM STRUCTURAL TO PRIMARY COORDINATES
Given a node and the navigation model for the structure,
the primary coordinate frame can be found with the following
steps (see figure 2.6)[33]:
1. Obtain the node point Nstruct in structural coordinates
from the model
2. Obtain the node point coordinates(Pstruct) at the end
of the primary link
3. Find vector It = (Pstruct-Nstruct /lPstruct-NstructJ
4. Idummy = 11 + Oj + Dk
5. Find vector ly = (Iz x Idummy)/l-z x Idummyl
6. Ix = (Iy x Iz)/ly x Iz-
7. [IS] = [Ix ly Iz
8. the transformation from structural
coordinates is then
to primary
Xprim = IS*(Xstruct - Pstruct)
TRANSFORM FROM SECONDARY TO PRIMARY COORDINATES
Given the node point on a secondary link(Sstruct) the
rotations about the z-axis(alpha) and the y-axis(gamma) are
needed to define the transform from secondary to primary
coordinates and can be found as follows
1. The point Sstruct in primary space is: Sprim = Sstruct
- Nstruct
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2. RLXY = (Sprim(x) + Sprim(y?)
3. Alpha = ATAN2(Sprim(y),Sprim(x))
4. Gamma = 90 - ATAN2(Sprim(z),RLXY)
The function ATAN2(x,y) finds the arc tangent based on the
x and y values input as the adjacent and opposite sides of a
triangle respectively. Its value is that it adjusts the sign of
the result correctly for whichever quadrant x and y lie in.
From the Denavit-Hartenberg convention, the transform from
secondary coordinates to primary coordinates is:
[Asp] = TRANS(O,0,ZOFF) * ROTZ(alpha) * ROTY(gamma)
cos(a)cos(g) sin(a) cos(a)sin(g) 0
-sin(a)cos(g) cos(a) -sin(a)sin(g) 0
-sin(g) 0 cos(g) ZOFF
0 0 0 1
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Appendix B
Programs
B.1 Flowcharts
Overca Ic % c .c 5 ..
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FIGURE B.1
Structural flowchart of node modeling and path planning system.
NAVBOX and SIMULATION TRAJ or separate tasks connected to NODE
via data files. NODE by itself will model the node structure
based on data in NODE.DAT. When linked with OBS it will allow
for interactive addition of obstacles. When linked with PATH it
will produce trajectories and write them to the file TRACK.DAT.
PATH and OBS cannot be run simulataneously but the results of one
can be overlayed on the other just as the results of SIMULATION
TRAJ can be overlayed on the node model.
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FIGURE B.2
Navigation model display and interpretive program. Based on the
node and link data in NODES.DAT and LINKS.DAT, this program will
display the structure based on a node chosen by the user. Once
the display size is chosen as 15 meters or less, it will write a
NODE.DAT file of information on the chosen node.
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FIGURE B.3
Node building program takes the information in NODE.DAT and draws
structure including primary, secondaries and extraneous links
that intruded into the space defined in NAVBOX. Can be linked
with either OBS or PATH.
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FIGURE B.4
The obstacle subroutine allows for the interactive creation of
anodes, cable trays, and pipes in a dynamic display. Anodes and
cable trays are located as each element is drawn. Pipes are
added at the end as they can be defined relative to any one or
two elements.
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end-effector simulation. It also allow the selection of an off-
set angle(BETA) from normal and a offset(OFFSET) froi the sur-
face. If the end-effector is simulated it writes the trajectory
to the file TRACK.DAT in terms of coordinate frames to be used by
the simulation program TRAJ.
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B.2 Data Retrieval From Navagation Model
PROGRAM BOX
NAVIGATION MODEL BOX PROGRAM
Initialization of variables and graphic routines
REAL*4 X1(3),X2(3),S1(3),S2(3),PN(3),PL(3)
REAL*4 AV(4,4),AR(4,4),S3(3),S4(3)
REAL*4 IS(4,4),DS(1O),ALPH(10),GAM(10),ZOF(10),RLEN(I0)
INTEGER*2 NODE,LNM(10)
INCLUDE 'STRUC.FTN'
OPEN(UNIT=1,NA.ME="SCALE.DAT",TYPE="OLD')
READ(1,*)XMIN,XMAX,YMIN,YMAX
CLOSE(UNIT=1)
CALL SCALE(XMIN, XMAX, YMIN,YMAX)
CALL IGINIT
CALL GRINIT
CALL VIEW(-1)
RTOD=360./(2.*3.14159)
DTOR=1./RTOD
TYPE *,' LOADING STRUCTURE'
Load structural data from Links and Nodes files
CALL RDSTR
User I/O
TYPE 110
110 FORMAT(' ENTER NODE:
ACCEPT *,NODE
DO 10 J=1,3
10 PN(J)=NXYZ(NODE,J)
TYPE *,' COORDINATES ARE: ,PN(1),PN(2),PN(3)
2,3,OR 4): ',$)
200 TYPE 120
120 FORMAT(' ENTER CUT PLANE(1,
ACCEPT *,IFLAG
TYPE 130
130 FORMAT(' ENTER OFFSET: ',$)
ACCEPT *,IDC
Establish transformation matrix for screen display
CALL CLEAR
CALL IDEN(AV)
IF(IFLAG.EQ.4)GO TO 20
I
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XSC=1.
YSC=I.
ZSC=1.
GO TO 30
20 XSC=(XMAX-XMIN) / (3.8*IDC)
YSC=(YMAX-YMIN)/ ( 3.8*IDC)
ZSC=XSC
30 CALL MSCL(XSC,YSC,ZSC,AV)
XO=-PN (1)*XSC
YO=-PN(2)*YSC
ZO=-PN(3)*ZSC
CALL MTRANS(XO,YO,ZO,AV)
ANGLE=-90*DTOR
CALL XROT(ANGLE,AR)
CALL M4(AR,AV)
CALL ROTATE(AV)
C
C Open output data file and determine model parameters
C for primary including transformation matrix from structural
C to primary coordinates and write to data file
C
CALL IDEN(IS)
OPEN(UNIT=1,NAME='NODE. DAT',TYPE='NEW')
BL=O.
PT1=0.
PT2=0.
LPRIM=NPRIM(NODE)
DP=DIA(LPRIM)
IPT1=LNODE(LPRIM,1)
IPT2=LNODE(LPRIM, 2)
IPT=IPTI
IF(IPT2.EQ.NODE)GOTO 49
IF(IPT1.EQ.NODE)GOTO 48
DO 40 1=1,3
PT1=PTI+(NXYZ(IPTI,I))**2
PT2=PT2+(NXYZ(IPT2, I))**2
40 CONTINUE
IF(SQRT(PT2).GT.SQRT(PTI))IPT=IPT2
GOTO 50
48 IPT=IPT2
49 BL=DP/1.8
50 PL(1)=NXYZ(IPT,1)
PL(2)=NXYZ(IPT,2)
PL(3)=NXYZ(IPT,3)
DO=SQRT(PN( 1)*PN(1 )+PN(2)*PN(2)+PN(3)*PN(3))
CALL NFRAHM(PN,PL,IS)
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DO 2 J=1,3
X1(J)=PN(J)
2 X2(J)=PL(J)
CALL BOXED(X1,X2,PN,DP,IDC,IANA,IFLAG)
IF(IFLAG.NE.4)GOTO 11
DO 4 J=1,3
4 X2(J)=X2(J)-PN(J)
TL=SQRT(X2(1)*X2(1 )+X2(2)*X2(2)+X2(3)*X2(3))
IF(BL.EQ.0.)BL=TL
IF(IDC.LE.15)WRITE(1,3)DP,TL,BL,PN(1),PN(2),PN(3),NODE
3 FORMAT(6(F7.1,1X),15)
DO 5 I=1,4
5 IF(IDC.LE.15)WRITE(1,7)(IS(I,J),J=1,4)
7 FORMAT(4F11.4)
Search thru Links arrays and find those which intersect
given space of interest. Identify secondary links and
determine model parameters. Record endpoints and diameters
non-secondary links and parameters of secondary links
11 LFLAG=O
LSEC=1
DO 100 IN=1,LNUM
LL=LNODE(IN, )
L2=LNODE(IN, 2)
DO 60 J=1,3
X1(J)=NXYZ(L1,J)
60 X2(J)=NXYZ(L2,J)
DS1=DIA(IN)
CALL BOXED(X1,X2,PN,DS1,IDC,IANA,IFLAG)
IF(IANA.EQ.2)GOTO 100
IF(IFLAG.NE.4)GOTO 100
IF(IN.EQ.LPRIM)GOTO 100
IF(LI.EQ.NODE)LFLAG=2
IF(L2.EQ.NODE)LFLAG=1
DO 84 J=1,3
S2(J)=X2(J)-PN(J)
84 S1(J)=XI(J)-PN(J)
IF(LFLAG.NE.O)GOTO 96
CALL MVEC(S1,IS,S3)
CALL MVEC(S2,IS,S4)
IF(IDC.LE.15)WRITE(1,140)LFLAG,IN,LI,S3(1),S3(2),S3(3),
1L2,S4(1),S4(2),S4(3),DIA(IN)
140 FORMAT(3(I4, X),3(F7.2,1X),14,4(IX,F7.2))
GO TO 100
Determine model parameters for secondary link
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96 LNAM=LNODE(IN,LFLAG)
IF(LNAM.EQ.IPT1.OR.LNAM.EQ.IPT2)GOTO 99
LFLAG=3-LFLAG
ZOF(LSEC)=LOFF(IN,LFLAG)
DS(LSEC)=DS1
IF(LFLAG.EQ.1)GOTO 91
S3(1)=S1(1)
S3(2)=S1(2)
S3(3)=S1(3)
GOTO 93
91 S3(1)=S2(1)
S3(2)=S2(2)
S3(3)=S2(3)
93 CALL MVEC(S3,IS,S4)
S4(3)=S4(3)-ZOFF
RL=SQRT(S4(1)*S4(1)+S4(2)*S4(2)+S4(3)*S4(3))
RLXY=SQRT(S4(1)*S4(1)+S4(2)*S4(2))
ALPH(LSEC)=ACOS(S4(1)/RLXY)*RTOD*S4(1)/ABS(S4(1))
GAM(LSEC)=ACOS(S4(3)/RL)*RTOD*SRL)*RTOD*S4(3)/ABS(S4(3))
ALPH(LSEC)=ATAN2(S4(2),S4(1))*RTOD
GAM(LSEC)=90.-ATAN2(S4(3),RLXY)*RTOD
RLEN(LSEC)=RL
LNM(LSEC)=LN.AM
LSEC=LSEC+1
99 LFLAG=O
100 CONTINUE
IF(IFLAG.NE.4)GOTO 300
LS=LSEC-1
ID=1
RD=1.
IF(IDC.LE.15)WRITE(1,
DO 150 I=1,LS
150 IF(IDC.LE.15)WRITE(1,
1RLEN(I),LNM(I)
160 FORMAT(5(F7.1,1X),14)
140)ID,ID,ID,RD,RD,RD,ID,RD,RD,RD,RD
160)DS(I),ALPH(I),GAM(I),ZOF(I),
IXO=INT(PN(1))
IYO=INT(PN(2))
IZO=INT(PN(3))
IF(IFLAG.EQ.4)CALL FRAME(IXO,IYO,IZO,IDC)
300 CALL IGIN(IX,IY,IZ)
CALL VIEW(IZ)
IF(IZ.NE.6)GO TO 400
CALL IGCLR
CLOSE(UNIT=1,DISPOSE='SAVE')
GO TO 200
400 IF(IZ.NE.12)GO TO 300
CALL CLEAR
END
-115-
SUBROUTINE RDSTR
INCLUDE 'STRUC.FTN'
C
C READ IN NODE DATA UNTIL END OF FILE
C
OPEN (UNIT=1,NAME='NODES.DAT',TYPE='OLD')
IN=0
10 IN=IN+1
READ(1,20,END=100)(NNAME(IN,I),I=1,4),(NXYZ(IN,I),I=1,3),
$ NPRIM(IN)
20 FORMAT(4A1,3F10.2,16)
GOTO 10
100 CLOSE(UNIT=1)
NNUM=IN-1 ! NNUM IS THE NUMBER OF NODES
C
C READ IN LINK DATA UNTIL END OF FILE
C
OPEN (UNIT=1,NAŽME='LINKS.DAT',TYPE='OLD")
IN=O
2010 IN=IN+1
READ(1,2020,END=2100)(LNAME(IN,I),I=1,4),(LNODE(IN,I),I=1,2),
$ LOFF(IN, 1),LOFF(IN,2),DIA(IN)
2020 FORMAT(4A1,2I6,3F10.2)
GOTO 2010
2100 CLOSE(UNIT=1)
LNUM=IN-1 ! LNUM IS THE NUMBER OF LINKS
RETURN
END
C
C STRUCTURAL NODE AND ELEMENT DATA
C
INTEGER*2 NNUM
BYTE NNAME(200,4)
REAL*4 NXYZ(200,3)
INTEGER*2 NPRIM(200)
INTEGER*2 LNUM
BYTE LNAME(300,4)
INTEGER*2 LNODE(300,2)
REAL*4 LOFF(300,2)
REAL*4 DIA(300)
COMMON /NODES/NNUM,NNAME,NXYZ,NPRIM
COMMON /LINKS/LNUM,LNAME,LNODE,LOFF,DIA
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C
C
SUBROUTINE BOXED(XI,X2,PN,DP,IDC,IANA,IFLAG)
REAL*4 Cl(3),C2(3),PN(3),X1(3),X2(3)
R=DP/2.
NP=30
NT=30
GOTO(70,80,90,70)IFLAG
70 C1(1)=PN(1)-IDC
C2(1)=PN(1)+IDC
CALL SUBOX(X1,X2,C1,C2,IANA,1)
IF(IANA.EQ.2)GO TO 100
IF(IFLAG.NE.4)GO TO 95
80 C1(2)=PN(2)-IDC
C2(2)=PN(2)+IDC
CALL SUBOX(X1,X2,C1,C2,IANA,2)
IF(IANA.EQ.2)GO TO 100
IF(IFLAG.NE.4)GO TO 95
90 C1(3)=PN(3)-IDC
C2(3)=PN(3)+IDC
CALL SUBOX(XI,X2,C1,C2,IANA,3)
IF(IANA.EQ.2)GO TO 100
95 IF(IDC.LE.15)CALL CYLDR(X1,X2,R,NP)
IF(IDC.GT.15)CALL MOVE3(XI(1),X1(2),Xl(3))
IF(IDC.GT.15)CALL DRAW3(X2(1),X2(2),X2(3))
CALL SEND
100 RETURN
END
C
C
SUBROUTINE CYLDR(P1,P2,R,NP)
REAL*4 A(4,4),X1(3),XB(3),XT(3),P1(3),P2(3),OXB(3),OXT(3)
PI=3.14159
CALL IDEN(A)
CALL NFRAM(P1,P2,A)
CALL MT(A)
CALL MTRANS(P1(1),Pl(2),P1(3),A)
RL=SQRT((P2(1)-PI(1))**2+(P2(2)-PI(2))**2+(P2(3)-P1(3))**2)
THINC=PI*2./FLOAT(NP)
DO 100 I=O,NP
TH=FLOAT(I)*THINC
XI(1)=R*COS(TH)
X1(2)=R*SIN(TH)
XI(3)=0.
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CALL MVEC(XI,A,XB)
X1(3)=RL
CALL MVEC(X1,A,XT)
IF(I.EQ.O)GOTO 10
CALL RECT3(OXB,XB,XT,OXT)
10 DO 20 J=1,3
OXB(J)=XB(J)
20 OXT(J)=XT(J)
100 CONTINUE
RETURN
END
C
C
SUBROUTINE NFRAM(PI,P2,IS)
REAL*4 P1(3),P2(3),IS(4,4),PZ(3),PX(3),PY(3),PD(3)
C
SZM=SQRT((P2(1)-PI(1))**2+(P2(2)-P (2))**2+(P2(3)-PI(3))**2)
DO 10 J=1,3
PZ(J)=(P2(J)-PI(J))/SZM
10 IS(J,3)=PZ(J)
PD(1)=1.
PD(2)=0.
PD(3)=0.
CALL VCROS(PZ,PD,PY)
SYM=SQRT(PY(1)*PY(1)+PY(2)PY(2)+PY(3)*PY(3))
IF(SYM.NE.O)GOTO 20
PD(2)=1.
PD(1)=0.
CALL VCROS(PZ,PD,PY)
SYM=SQRT(PY(1)*PY(1)+PY(2)*PY(2)+PY(3)*PY(3))
20 IS(1, 2)=PY(1)/SYM
IS(2,2)=PY(2)/SYM
IS(3,2)=PY(3)/SYM
CALL VCROS(PY,PZ,PX)
SXM=SQRT(PX(1)*PX(1)*PX(1)+PX(2)*PX(2)+PX(3)*PX(3))
IS(1,1)=PX(1)/SXM
IS(2, 1)=PX(2)/SX~M
IS(3, 1)=PX(3)/SXM
CALL MT(IS)
RETURN
END
C
C
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SUBROUTINE SUBOX(X1,X2,C1,C2,IANA,JCNT)
REAL*4 XI(3),X2(3),CI(3),C2(3)
COLMMON/COUNT/J,K,L
J=JCNT
K=6/(J-1)
L=6-J-K
IF(X2(J).LT.X1(J))GO TO 200
IF(XI(J).GE.C1(J).AND.X2(J).LE.C2(J))GO
IF(X1(J).LE.C1(J).AND.X2(J).GE.C2(J))GO
IF(XI(J).GT.C1(J).AND.X1(J).LT.C2(J))GO
IF(X1(J).LT.C1(J))GO TO 4
GO TO 100
200 IF(X2(J).GE.CI(J).AND.XI(J).LE.C2(J))GO
IF(X2(J).LE.Cl(J).AND.X1(J).GE.C2(J))GO
IF(X2(J).GT.C1(J).AND.X2(J).LE.C2(J))GO
IF(X2(J).LT.CI(J))GO TO 5
GO TO 100
12 IF(X2(J).GT.C2(J))GO TO 11
GO TO 100
101
9
12
101
20
3
9 CALL CALC2(C1,C2,X1,X2)
GO TO 101
11 CALL CALC3(C2,X1,X2)
GO TO 101
4 IF(X2(J).GT.C1(J).AND.X2(J).LT.C2(J))GO TO 13
GO TO 100
13 CALL CALC4(X1,X2,CI)
GO TO 101
20 CALL CALCS5(C1,C2,X1,X2)
GO TO 101
3 IF(X1(J).GT.C2(J))GO TO
GO TO 100
23 CALL CALC6(C2,X1,X2)
GO TO 101
5 IF(XI(J).GT.C1(J).AND.X1
GO TO 100
25 CALL CALC7(CI,X1,X2)
101 IANA=1
GO TO 801
100 IANA=2
801 RETURN
END
23
(J).LT.C2(J))GO TO 25
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C
C
SUBROUTINE CALC2(CI,C2,X1,X2)
REAL*4 X1(3),X2(3),CI(3),C2(3)
COMMON/COUNT/J,K,L
T1=(C1(J)-Xl(J))/(X2(J)-X (J))
C1(K)=X1(K)+T1*(X2(K)-X1(K))
CI(L)=X1(L)+T1*(X2(L)-Xl(L))
T2=(C2(J)-X1(J))/(X2(J)-XI(J))
C2(K)=X1(K)+T2*(X2(K)-XI (K))
C2(L)=XI(L)+T2*(X2(L)-XI(L))
X1(J)=C (J)
X1(K)=C1(K)
X1(L)=CI(L)
X2(J)=C2(J)
X2(K)=C2(K)
X2(L)=C2(L)
RETURN
END
C
C
SUBROUTINE CALC3(C2,X1,X2)
REAL*4 XI(3),X2(3),C1(3),C2(3)
COKMON/COUNT/J,K,L
T2=(C2(J)-X1(J))/(X2(J)-Xl(J))
C2(K)=XI(K)+T2*(X2(K)-Xl(K))
C2(L)=X1(L)+T2*(X2(L)-X1(L))
X2(J)=C2(J)
X2(K)=C2(K)
X2(L)=C2(L)
RETURN
END
C
C
SUBROUTINE CALC4(X1,X2,C1)
REAL*4 X1(3),X2(3),CI(3),C2(3)
COMMON/COUNT/J, K, L
T1=(Cl(J)-X1(J))/(X2(J)-X1(J))
C1(K)=X(K)+T1*(X2(K)-X1 (K))
C1(L)=XI(L)+T1*(X2(L)-XI (L))
Xl(J)=Cl(J)
XI(K)=CL(K)
X1(L)=C1(L)
RETURN
END
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C
SUBROUTINE CALC5(C1,C2,X1,X2)
REAL*4 X1(3),X2(3),C1(3),C2(3)
COMMON/COUNT/J,K,L
T1=(CI(J)-X1(J))/(X2(J))/(X2(J))
CI(K)=X1(K)+T1*(X2(K)-X1(K))
C1(L)=XI(L)+T1*(X2(L)-XI(L))
T2=(C2(J)-X1(J))/(X2(J)-X1(J))
C2(K)=X1(K)+T2*(X2(K)-X1(K))
C2(L)=X1(L)+T2*(X2(L)-X1(L))
X1(J)=C2(J)
X1(K)=C2(K)
XI(L)=C2(L)
X2(J)=C1(J)
X2(K)=C1(K)
X2(L)=Cl(L)
RETURN
END
C
C
SUBROUTINE CALC6(C2,X1,X2)
REAL*4 Xl(3),X2(3),C1(3),C2(3)
COMMON/COUNT/J,K,L
T2=(C2(J)-X1(J))/(X2(J)-X1(J))
C2(K)=XI(K)+T2*(X2(K)-XI(K))
C2(L)=X1(L)+T2*(X2(L)-X1(L))
X1(J)=C2(J)
X1(K)=C2(K)
X1(L)=C2(L)
RETURN
END
C
C
SUBROUTINE CALC7(C1,Xl,X2)
REAL*4 XI(3),X2(3),C1(3),C2(3)
COMYON/COUNT/J,K,L
TI=(CI(J)-XI(J))/(X2(J)-XI(J))
C1(K)=Xl(K)+Tl*(X2(K)-Xl(K))
C1(L)=XI(L)+Tl*(X2(L)-Xl(L))
X2(J)=CI(J)
X2(K)=CI(K)
X2(L)=CI(L)
RETURN
END
C
C
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B.3 Node Building
C
C program node - main program for generation of trajectories for
C the cleaning and inspection of underwater nodes
C
PROGRAM NODE
REAL*4 AT(4,4),DS (10),ALPH(10),GAM(10),RL( 10),ZOFF( 10) ,IS(4,4)
REAL*4 ASP(4,4),LI(10,3),L2(10,3),DI(10)
INTEGER*2 SNAM(10),PNAM
INCLUDE 'TRNSF.INC"
COKMON/SCLMAN/XMIN, XMAX, YMIN, YMAX
DTOR=2.0*3.14159/360.
C
C reads in node structure
C line 1: primary attributes
C line 2-5: structural to primary transformation matrix
C line 6-nlink: non-connected links attributes
C line nlink-ns: secondaries attributes
C
I=0
K=O
OPEN(UNIT=1,NA.ME='NODE.DAT, TYPE='OLD")
READ(1,*)DP,TL,BL,PX,PY,PZ,PNAM
DO 3 J=1,4
3 READ(1,*)IS(J,1),IS(J,2),IS(J,3),IS(J,4)
5 K=K+1
READ(1,*,END=6)IFL,LN,LNI,L1(K,1),LI(K,2),LI(K,3),LN2,
1L2(K, 1),L2(K,2),L2(K,3),DI(K)
IF(IFL.EQ.O)GOTO 5
4 I=I+1
READ(1,*,END=6)DS(I),ALPH(I),GA.M(I),ZOFF(I),RL(I),SNAM(1)
ALPH(I)=ALPH(I)*DTOR
GANM(I)=GAM(I )*DTOR
TYPE *,I,DS(I),ALPH(I),GA.M(I),ZOFF(I),RL(1),SNAM(I)
GOTO 4
6 CLOSE(UNIT=1)
NS=I-1
NLINK=K-1
C
C initialize for graphics and establish scale and initial view
C
CALL IGINIT
CALL GRINIT
SCL=1.5*TL
CALL SCALE(-SCL,SCL,-SCL,SCL)
XMAX=SCL
YMAX=SCL
XMIN=-SCL
YMIN=-SCL
10 TYPE *,' ENTER X ROTATION'
ACCEPT *,RX
RX=RX*DTOR
CALL XROT(RX,AP)
CALL ROTATE(AP)
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C
C initialize animation and draw box frame
C
CALL VIEW(-1)
CALL ROTATE(AP)
ITL=INT(TL)
CALL FRAME(0,0,0,ITL)
CALL SEND
C
C load transformation from primary to structural coordinate
C frame(orientation only, still centered on primary's position)
C
CALL MCOP(IS,AT)
CALL MT(AT)
CALL MM(AP,AT)
CALL MCOP(AT,AP)
CALL ROTATE(AP)
C
NC=30
NL=5
NP=100
C
C draw non-connected links
C
CALL LINKS(L1,L2,DI,NLINK,NC)
CALL HOLD
C
C draw primary element and obstacles
C
CALL PRIMRY(DP,NC,TL,BL,PNALM)
CALL HOLD
C CALL IDEN(AT)
C CALL OBS(AT,DP,TL,BL)
C
C draw secondary elements and obstacles and calculate trajectories
C
DO 100 I=1,NS
CALL SCNDRY(DP,DS(I),GAM(I),NP,ALPH(I),ZOFF(I),RL(I),NL,ASP,SNAM(I))
*CALL HOLD
C CALL OBS(ASP,DS(I),RL(I),O.)
C CALL PATH(DP,DS(I),ALPH(I),GAIM(I),ASP,NP)
100 CONTINUE
C
C draw in pipe obstacles
C
C CALL PIPE(DP,PNA•M,DS,ALPH,GAM,ZOFF,RL,SNAM,NS)
TYPE 110
110 FORMAT(' STRUCTURE COMPLETE')
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C
C perform animation and end processing
C
CALL IGCLR
200 CALL IGIN(IX,IY,IZ)
CALL VIEW(IZ)
IF(IZ.EQ.12)GOTO 300
IF(IZ.NE.6)GOTO 200
CALL CLEAR
GOTO 10
300 CALL GRCLOS
END
C
C------------------------------------------------------------
C
C Calculate and draw primary element based on its
C diameter: D
C number of sections: NP
C top height: TL
C base height: BL
C label: PNM
C
SUBROUTINE PRIi'MRY(D,NP,TL,BL,PNM)
REAL*4 CP(3),CB(3),OCB(3),OCT(3)
BYTE AXES(3),PNAM(3)
INTEGER*2 PNM
INCLUDE 'TRNSF.INC'
* C
AXES(1)='X'
AXES(2)='Y"
AXES(3)='Z'
R=D/2.
CALL ROTATE(AP)
CALL COLOR(1)
C
C calculate and draw
C
DO 1000 I=O,NP
TH=6.2832*FLOAT(I)/FLOAT(NP)
CP(1)=R*COS(TH)
CP(2)=R*SIN(TH)
CP(3)=TL
CB(1)=CP(1)
CB(2)=CP(2)
CB(3)=-BL
IF(I.EQ.O)GOTO 500
CALL RECT3(OCT,CP,CB,OCB)
500 DO 600 J=1,3
OCB(J)=CB(J)
600 OCT(J)=CP(J)
1000 CONTINUE
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C
C Annotate with label and coordinate axes
C
ENCODE(3,1100,PNAM)PNM
1100 FORMAT(13)
CALL MOVE3(0.,0.,TL)
CALL CHAR(PNAM,3,3,0)
CALL COLOR(1)
CALL COORD(AXES,(TL/10))
CALL SEND
RETURN
END
C
C-C-------------------------------------------------
C
C Pause
C
SUBROUTINE HOLD
TYPE 10
10 FORMAT(' PAUSE FOR BITPAD YELLOW')
CALL IGCLR
20 CALL IGIN(IX,IY,IP)
IF(IP.NE.1)GOTO 20
RETURN
END
C------------------------------------------------
C
C Draws the extraneous links in the work space that do not
C connect directly to the node of interest
C
SUBROUTINE LINKS(L1,L2,DI,NLINK,NC)
REAL*4 L1(10,3),L2(10,3),DI(10),X1(3),X2(3)
INCLUDE 'TRNSF.INC"
IF(NLINK.EQ.0)RETURN
CALL COLOR(1)
CALL ROTATE(AP)
DO 100 I=1,NLINK
DO 10 J=1,3
X1(J)=L1(I,J)
10 X2(J)=L2(I,J)
R=DI(I)/2.
CALL CYLDR(X1,X2,R,NC)
100 CONTINUE
END
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C
C--------------------------------------------------------------------
C
C Draws a cylinder of radius R with NP facets from point
C P1 to P2 along vector P2-P1 as the central axis
C
SUBROUTINE CYLDR(P1,P2,R,NP)
REAL*4 A(4,4),X1(3),XB(3),XT(3),PI(3),P2(3),OXB(3),OXT(3)
PI=3.14159
CALL IDEN(A)
C
C Establish coordinate frame with z axis along P2-P1 and origin
C at point P1
C
CALL NFRA.M(PI,P2,A)
CALL MT(A)
CALL MTR.ANS(Pl(1),P1(2),PI(3),A)
C
C Draw cylindrical primitive in body coordinates and transform
C point by point into base coordinates of P1 and P2
C
RL=SQRT((P2(1)-P1(1))**2+(P2(2)-Pi(2))**2+(P2(3)-PI(3))**2)
THINC=PI*2./FLOAT(NP)
DO 100 I=0,NP
TH=FLOAT(I)*THINC
X1(1)=R*COS(TH)
X1(2)=R*SIN(TH)
X1(3)=0.
CALL MVEC(XI,A,XB)
X1(3)=RL
CALL MVEC(X1,A,XT)
IF(I.EQ.O)GOTO 10
CALL RECT3(OXB,XB,XT,OXT)
10 DO 20 J=1,3
OXB(J)=XB(J)
20 OXT(J)=XT(J)
100 CONTINUE
RETURN
END
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C Calculate coordinate frame transformation from base coordinates
C of vectors P1 and P2 to frame with origin at P1 and z axis
C lying along P2-PI and x,y axes arbitrary
C
SUBROUTINE NFRA.kM(P1,P2,IS)
REAL*4 PI(3),P2(3),IS(4,4),PZ(3),PX(3),PY(3),PD(3)
SZM=SQRT((P2(1)-P1(1))**2+(P2(2)-PI(2))**2+(P2(3)-PI(3))**2)
DO 10 J=1,3
PZ(J)=(P2(J)-P1(J))/SZM
10 IS(J,3)=PZ(J)
C
C Establish arbitrary y-axis as perpendicular to the new
C z axis and old x axis
C
PD(1)=1.
PD(2)=O.
PD(3)=O.
CALL VCROS(PZ,PD,PY)
SYM=SQRT(PY(1)*PY(1)+PY(2)*PY(2)+PY(3) )
C
C if old x and new z are parallel(don't laugh, it happens)
C then find new y perpendicular to new z and old y
C
IF(SYM.NE.O)GOTO 20
PD(2)=1.
PD(1)=O.
CALL VCROS(PZ,PD,PY)
SYM=SQRT(PY(1)*PY(1)+PY(2)*PY(2)+PY( 3))
20 IS(1,2)=PY(1)/SYM
IS(2,2)=PY(2)/SYM
IS(3,2)=PY(3)/SYM
CALL VCROS(PY,PZ,PX)
SXM=SQRT(PX(1)*PX(1)+PX(2)*PX(2)+PX(3)*PX(3))
IS(1,1)=PX( 1 )/SX.M
IS(2,1)=PX(2)/SXM
IS(3, 1)=PX(3)/SXM
CALL MT(IS)
RETURN
END
C
C
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C
C--------------------------------------------------------------------
C
C Calculates the secondary nodes in body coordinates and then
C displays them in primary coordinates based on a transformation
C matrix calculated from GAM, ALPHA, and ZOFF
C
SUBROUTINE SCNDRY(DP,DS,GAM,NP,ALPHA,ZOFF,RL,NL,ASP,SNAM)
REAL*4 X(100),Y(100),Z(100)
REAL*4 AS(4,4),AR(4,4) ,X1 (3) ,ASP(4,4)
REAL*4 CX(3),OCX(3),CX1(3),RXI(3),RX(3),ORX(3)
BYTE AXES(3),LBL(3)
INTEGER*2 SNAM
INCLUDE 'TRNSF.INC'
COMMON /SPAZ/NI,X,Y,Z
AXES(1)='x'
AXES(2)='y'
AXES(3)='z-
ENCODE(3,10,LBL)SN-AM
10 FORMAT(I3)
DTOR=2.0*3.141596/360.
RP=DP/2.
RS=DS/2.
C
C Calculate weld shape
C
CALL WELD(RP,RS,GAM,NP)
C
C Establish transformation matrix relating secondary to primary
C coordinates and initializes graphics coordinate frame(primary)
C and color
C
CALL YROT(GAM,AS)
CALL ZROT(ALPHA,AR)
CALL MTRANS(0.,O.,ZOFF,AR)
CALL M (AR,AS)
CALL MCOP(AS,ASP)
ZL=RL ! -ABS(RP/SIN(GAM))
CALL ROTATE(AP)
CALL COLOR(1)
C
C Draws NI/NL panels on surface of secondary by using the weld
C point in secondary frame and a point on a circle offset RL
C axially(z-axis); transforming them to primary space and
C drawing the rectangle formed with the previous two points
C
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DO 50 I=1,NI,NL
X1(1)=X(I)
X1(2)=Y(I)
XI(3)=Z(I)
CALL MVEC(X1,AS,CX)
X1(3)=ZL
CALL MVEC(XI,AS,RX)
IF(I.NE.1)GOTO 30
DO 20 J=1,3
CXl(J)=CX(J)
20 RXI(J)=RX(J)
GOTO 40
C
C draws rectangle formed by four points(vectors)
C
30 CALL RECT3(OCX,CX,RX,ORX)
40 DO 45 J=1,3
OCX(J)=CX(J)
45 ORX(J)=RX(J)
50 CONTINUE
C
C draws final rectangle linking last points to first
C
CALL RECT3(OCX,CX1,RXI,ORX)
C
C Annotates graph
C
CALL MCOP(AS,AR)
CALL MM(AP,AR)
CALL ROTATE(AR)
C CALL COLOR(2)
C DO 60 I=1,NI,NL
C IF(I.EQ.1)CALL MOVE3(X(I),Y(I),Z(I))
C 60 CALL DRAW3(X(I),Y(I),Z(I))
C CALL SEND
CALL COLOR(1)
CALL MOVE3(0.,0.,ZL)
CALL CHAR(LBL,3,3,0)
C
C draw secondary coordinate frames
C
CALL COORD(AXES, RS)
CALL SEND
RETURN
END
C
C
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C---------------------------------------------------------------
C
C Calculates NI points lying around intersection of two
C cylinders whose central axes intersect at angle GAM
C and whose radii are RP for the larger and RS for the
C smaller
C
SUBROUTINE WELD(RP,RS,GAM,NP)
REAL*4 X(100),Y(100),Z(100)
COMMON/SPAZ/NI,X,Y,Z
PI=3.141592654
COGAM=PI / 2.-GAM
NI=NP/2+1
C
C first point lies on X axis in XY plane
C
X(1)=-RS
Y(1)=0.
Z(1 )=(RS*SIN(COGAM)+RP)/COS(COGAi)
C
C mid point is pi radians around z-axis
C
X(NI)=RS
Y(NI)=0.
Z(NI)=(-RS*COS (GAM)+ABS (RP) )/COS (COGAM)
C
C Intervening points are given from decoupling the quadric
C equation for the intersection into conic sections lying
C in the XY and YZ planes. XY plane points are found by
C specifying an incremental angle TH from pi to 0 with
C X=-RS*COS(TH) and Y=SQRT(RS**2-X**2)
C Z is found by calculating the components added by the X
C and the Y:
C Zx=-X*COT(GA-M)
C Zy=d/SIN(GAM) where d is SQRT(RP** 2 - y**2)
C
NI1=NI-1
TH=PI
DT=PI/NI1
DO 100 I=2,NII
TH=TH-DT
AX=-RS *COS (TH)
ARG=RS*RS-AX*AX
IF(ARG.LT.O.)ARG=0.
AY=SQRT(ARG)
ARG=RP*RP-RS*RS +AX*AX
IF(ARG.LT.0.)ARG=0.
AZ=(AX*COS(GAM)+SQRT(ARG))/COS(COGAM)
Z(I)=AZ
Y(I)=AY
X(I)=-AX
100 CONTINUE
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C
C the final pi radians of the intersection is a mirror
C image of the first
C
NI2=NI*2-2
DO 200 I=2,NI1
K=NI2-I+2
X(K)=X(I)
Y(K)=-Y(1)
Z(K)=Z(I)
200 CONTINUE
NI=NI2
C DO 300 I=1,NI
C 300 PRINT *,'WELD COORDINATES',I,X(I),Y(I),Z(I)
RETURN
END
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B.4 Obstacles
C
C----------------------------------------------------------------------
C
C Determines obstacles on element and calls routines to
C create and draw them given the transformation matrix from
C secondary coordinates to primary coordinates(AT) as well as
C the diameter(D) and top(TL) and bottom(BL) heights along the
C secondaries z-axis
C
SUBROUTINE OBS(AT,D,TL,BL)
REAL*4 AT(4,4),A(4,4)
INCLUDE 'TRNSF.INC'
C
10 TYPE 110
110 FORMAT(" OBSTACLE TYPE(Anode, Cable tray, or None): ',$)
ACCEPT 20,OBTP
20 FORMAT(A1)
IF(OBTP.NE. A'.AND.OBTP.NE.'C')RETURN
CALL MCOP(AT,A)
CALL MM(AP,A)
CALL ROTATE(A)
IF(OBTP.EQ.'A')CALL ANODE(D,BL)
IF(OBTP.EQ.'C')CALL CABLE(D,TL,BL)
GOTO 10
END
C
C--------------------------------------------------------
C
C Calculates and draws cable tray on one element
C
SUBROUTINE CABLE(D,TL,BL)
REAL*4 X(100),Y(100),Z(100),CTX(4),CTY(4)
REAL*4 A(4,4),AI(4,4),X1(3),XT(3),OXT(3),XB(3),OXB(3)
COMNON/SPAZ/NI,X,Y,Z
DATA CTX/O.,-1.,-1.,0./
DATA CTY/1.,1.,-1.,-1./
N=4
ZS=-BL
SC=D/8.
R=-D/2.
C
C dynamically determines THETA given radius(R) and bottom height
C (BL) using the bitpad.
C
CALL OBSROT(R,BL,THETA)
IND=NI*THETA/(2.*3.14159)
IF(IND.LT.0)IND=NI+IND
IF(BL.EQ.0.)ZS=Z(IND)
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C
C creates transformation matrix from cable tray to secondaries frame
C
CALL IDEN(A)
CALL MSCL(SC,SC,SC,A)
CALL MTRANS(R,O.,0.,A)
CALL ZROT(THETA,A1)
CALL MM(AI,A)
C
C calculates and draws cable tray as a series of rectangular panels
C
DO 30 I=1,N
X1(1)=CTX(I)
X1 (2)=CTY(I)
X1(3)=ZS/SC
CALL MVEC(X1,A,XB)
X1(3)=TL/SC
CALL MVEC(Xl,A,XT)
IF(I.EQ.1)GOTO 20
CALL RECT3(OXB,XB,XT,OXT)
20 DO 25 J=1,3
OXT(J)=XT(J)
25 OXB(J)=XB(J)
30 CONTINUE
RETURN
END
C
C----------------------------------------------------------------------
C
C Calculates and draws anode on one element given diameter(D)
C and bottom height(BL)
C
SUBROUTINE ANODE(D,BL)
REAL*4 X(100),Y(100),Z(100),ANX(4),ANY(4)
REAL*4 A(4,4),AI(4,4),X1(3),XB(3),OXB(3),XT(3),OXT(3)
COMMON/SPAZ/NI,X,Y,Z
DATA ANX/O.,-3.,-3.,0./
DATA ANY/I.,1.,-I.,-1./
N=4
ZS=-BL
SC=D/12.
R=-D/2.
ANZ=15.
C
C determines anode position from a specified offset and dynamically
C specified THETA around the secondaries z-axis
C
TYPE 11
11 FORMAT(' ENTER AXIAL OFFSET: ',$)
ACCEPT *,OFFSET
CALL OBSROT(R,OFFSET,THETA)
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IND=NI*THETA/(2.*3.14159)
IF(IND.LT.O)IND=NI+IND
IF(BL.EQ.0.)ZS=Z(IND)
ZS=(ZS+OFFSET)/SC
ZT=ZS+ANZ
C
C creates transformation matrix from anode to secondary coordinates
C
CALL IDEN(A)
CALL MSCL(SC,SC,SC,A)
CALL MTRANS(R,O.,O.,A)
CALL ZROT(THETA,A1)
CALL MM(A1,A)
C
C draws anode as a series of rectangular panels
C
DO 30 I=1,N
X1(1)=ANX(I)
X1 (2)=A.NY(I)
X1(3)=ZS
CALL MVEC(X1,A,XB)
X1(3)=ZT
CALL MVEC(XI,A,XT)
IF(I.EQ.1)GOTO 20
CALL RECT3(OXB,XB,XT,OXT)
20 DO 25 J=1,3
OXB(J)=XB(J)
25 OXT(J)=XT(J)
30 CONTINUE
RETURN
END
C
C----------------------------------
C
C Determines location of and draws pipe relative to
C other elements
C
SUBROUTINE PIPE(DP,PNM,DS,ALPH,GAM,ZOFF,RLEN,LNM,NS)
REAL*4 DS(10),ALPH(10),GAM(10),RLEN(10),ZOFF(10)
REAL*4 XS(3),XE(3)
INTEGER*2 LBLI,LBL2,LNM(10),PNM
INCLUDE 'TRNSF.INC'
10 TYPE 110
110 FORMAT(' ARE THERE PIPES? ',$)
ACCEPT 12,IPIP
12 FORYMAT(A1)
IF(IPIP.NE.'Y')RETURN
15 TYPE 115
115 FORMLAT(' ENTER RADIUS: ',$)
ACCEPT *,R
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C
C determines the location of the two endpoints of the pipe relative
C to one or two different elements by interactively specifying the
C element label and radial(R) and axial(A) offsets along the z-axis
C as well as dynamically finding the THETA around the z-axis in
C LOCATE
C
20 TYPE 120
120 FORMAT(' ENTER NEAREST LINK TO START POINT: ',$)
ACCEPT *,LBL1
DO 30 I=1,NS
30 IF(LBLI.EQ.LNM(I))GOTO 40
IF(LBL1.NE.PNM)GOTO 35
CALL LOCATE(DP,O.,O.,0.,XS)
GOTO 50
35 TYPE *,' NO SUCH LINK'
GOTO 20
40 CALL LOCATE(DS(I),ALPH(I),GANM(I),ZOFF(I),XS)
50 TYPE 150
150 FORMAT(' ENTER NEAREST LINK TO END POINT: ',$)
ACCEPT *,LBL2
DO 60 I=1,NS
60 IF(LBL2.EQ.LNM(I))GOTO 70
IF(LBL2.NE.PNM)GOTO 65
CALL LOCATE(DP,O.,O.,O.,XE)
GOTO 80
65 TYPE *, NO SUCH LINK"
GOTO 50 a
70 CALL LOCATE(DS(I),ALPH(I),GA.M(I),ZOFF(I),XE)
C
C draws cylinder from point XS to XE with radius R and 30
C exterior facets
C
80 CALL ROTATE(AP)
CALL CYLDR(XS,XE,R,30)
GOTO 10
END
C
C-----------------------------------------------------------------------
C
C User I/O for pipe endpoint location. Given diameter(D)
C alpha(A), gamma(G), and zoff(Z) for the element specified
C a point(X) is found and returned
C
SUBROUTINE LOCATE(D,A,G,Z,X)
REAL*4 X(3) ,AA(4,4),AT(4,4),AS(4,4),X1(3)
INCLUDE 'TRNSF.INC'
DO 10 1=1,3
10 X1(I)=O.
C
C the axial and radial offsets along the z-axis are interactively
C specified and the transformation matrix from secondary to primary
C coordinates calculated
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TYPE 110
110 FORMAT(' ENTER AXIAL, RADIAL: ',$)
ACCEPT *,AXIAL,RADIAL
CALL ZROT(A,AA)
CALL YROT(G,AS)
CALL MTRANS(0.,O.,Z,AA)
CALL MM(AA,AS)
CALL MCOP(AS,AA)
CALL MM(AP,AS)
CALL ROTATE(AS)
the rotation around the z-axis(THETA) is dynamically determined
with the BITPAD given the radial and axial offsets.
CALL OBSROT(RADIAL,AXIAL,THETA)
the point is calculated by locating the desired location in
secondary space and transforming it to primary space
Xl(1)=RADIAL*COS(THETA)
X1(2)=RADIAL*SIN(THETA)
X1(3)=AXIAL
CALL MVEC(X1,AA,X)
RETURN
END
C --------------------------------------------------------------------
C
Dynamically establishes THETA using the BIT-PAD. The radial
normal vector of length(R) and z=A is drawn and rotated around
the cylinders axis until the user is satisfied as to the
location of the endpoint. Should be expanded to allow for
dynamically altering R and A as well as showing the rotation
vector at the end of the member as well as at the actual noint
SUBROUTINE OBSROT(R,A,THETA)
THETA=0.
THINC=O.
TH=2.*3.14159/72.
CALL IGCLR
TYPE 5
5 FORMAT(' ENTER ANGLE(GREEN=POS,WHITE=NEG,YELLOW=ENTER)")
CALL NPOINT(LOC)
10 THETA=THETA+THINC
X=R*COS(THETA)
Y=R*SIN(THETA)
Z=A
CALL LDPTRO(LOC) !erase pointer and redraw
CALL MOVE3(0.,0.,Z)
CALL DRAW3(X,Y,Z)
CALL DRAW3((X+R/5),Y,Z)
CALL DRAW3(X,(Y+R/5),Z)
CALL DRAW3(X,Y,Z)
CALL SEND
mlC
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20 CALL IGIN(IX,IY,IP)
IF(IP.EQ.1)GOTO 100
IF(IP.NE.2.AND.IP.NE.8)GOTO 20
IF(IP.EQ.2)THINC=-TH
IF(IP.EQ.8)THINC=+TH
CALL WAIT(100,1)
GOTO 10
100 CALL LDPTRO(LOC)
NROT=THETA/(2.*3.14159)
THETA=THETA-NROT*2.*3.14159
RETURN
END
!accept value from BITPAD
!increment rotation
!slow down rotation
!needs erase for last position
!correct for multiple revolutions
-137-
B.5 Path Planning
C------------------------------------------------------------------------------
C
C I/O and controlling code for generating trajectories based on:
C IPHINC - number of steps between NS and NP
C OFFSET - offset from cylinder surfaces along both normals
C BETA - angle off 90 degrees in orientation with surface if
C IPHINC is greater than zero
C
SUBROUTINE PATH(DP,DS,ALP,GM,A,NPT)
REAL*4 AS(4,4),A(4,4),X(100),Y(100),Z (100)
REAL*4 XT(100,3),XNP(100,3),XNSP(100,3),AB(4,4)
COMMON /PATVAR/AS,ALPHA,GAM,RP,RS,BETA,BOFF,OFFSET,RSI,RP1,IPHINC
COMMON /MPATVR/RPINC,RPOUT, RSINC, RSOUT,NP
CO MMON /SPAZ/NI,X,Y,Z
COMIMON /EEFRM/XT,XNP,XNSP,AB
DATA IFLAG/O/
IF(IFLAG.EQ.1)GOTO 5
OPEN(UNIT=1,NAME="PATH.DAT",TYPE='OLD")
READ *,IPHINC,OFFSET,BETA,RPINC,RPOUT,RSINC,RSOUT
CLOSE(UNIT=1 ,DISPOSE='SAVE')
5 NP=NPT
PI=3.14159
DTOR=2*PI/360.
ALPHA=ALP
GAM=GM
NPNT=NI
IPHI=O
RP=DP/2.
RS=DS/2.
RPL=RP
RS1=RS
BOFF=-OFFSET*TAN(BETA)
CALL YROT(BETA,AB)
CALL MTRANS(BOFF,O.,0.,AB)
IF(IPHINC.NE.O)TYPE *,' NUMBER OF PHINCS IS ',IPHINC
CALL MCOP(A,AS)
TYPE 110
ACCEPT 220,SORM
TYPE 120
ACCEPT 220,DEEF
IF(DEEF.NE. Y')GOTO 10
TYPE 130
ACCEPT 210,NPNT
CALL MANFRM(NPNT) !OPEN OUTPUT FILE TRACK.DAT
CALL HAND(DP) !FILL EEF FOR DRAWING
C
10 IF(SORM.EQ.'M')CALL MULT(DEEF,NPNT)
IF(SORM.EQ."S')CALL TRAJ(DEEF,NPNT,IPHI)
C
110 FORMAT(1X,'SINGLE OR MULTIPLE TRAJECTORIES?(S OR M) ',$)
120 FORMAT(IX,'DISPLAY END EFFECTOR?(Y OR N) ',$)
130 FORMAT(1X,'NUMBER POINTS PER REV? ',$)
210 FORMAT(I5)
220 FORMAT(AI)
C
CLOSE(UNIT=2,DISPOSE='SAVE')
RETURN
tQ T)
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C
C ------------------------------------------------------------------------
C
sets up for calculating multiple trajectories
SUBROUTINE MULT(DEEF,NPNT)
REAL*4 OFFSET,AS(4,4)
COMMON /PATVAR/AS,ALPHA,GAM,RP,RS,BETA,BOFF,
COMMON /MPATVR/RPINC,RPOUT,RSINC,RSOUT,NP
RPI=RP
NINC=RSOUT/RSINC
RS1=RS+(NINC+1)*RSINC
IPHI=-IPHINC
DO 10 IT=1,NINC
RS1=RS1-RSINC
CALL WELD(RP,RS1,GAM,NP)
10 CALL TRAJ(DEEF,NPNT,IPHI)
CALL WELD(RP,RS,GAM,NP)
DO 15 IPHI=-IPHINC,IPHINC
15 CALL TRAJ(DEEF,NPNT,IPHI)
IPHI=IPHINC
NINC=RPOUT/RPINC
DO 20 IT=1,NINC
RPI=RPl+RPINC
CALL WELD(RPI,RS,GAM,NP)
20 CALL TRAJ(DEEF,NPNT,IPHI)
RETURN
END
OFFSET,RS1,RPI,IPHINC
C--------------------------------------------------------------------------
C
opens and loads scale and numher cf nnint-s intn fi1p TRACK fnr-
transfer to simulation Drogram
SUBROUTINE MANFRM(NPT)
REAL*4 IS(4,4)
INCLUDE 'TRNSF.INC"
COMMON/SCLMAN/XMIN,XMAX,YMIN,YMAX,IS
OPEN(UNIT=2,NAME='TRACK.DAT',TYPE=-NEW-)
WRITE(2, 110)XMIN,XMAX,YMIN,YMAX
110 FORIAT(4F7.1)
WRITE(2,120)((AP(J, 1),AP(J,2),AP(J,3),AP(J,4)),J=1,3)
120 FORMAT(4F8.2)
WRITE(2,120)((IS(J,I),IS(J,2),IS(J,3),IS(J,4)),J=1,3)
NPT1=NPT+1
WRITE(2,130)NPT1
130 FORMAT(I6)
RETURN
END
oon ndlas cl ndn ero oit no ieTRC o
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C
C----------------------------------------------------------------------
generates normal to space curve given by intersection,etc
SUBROUTINE TRAJ(DEEF,NPNT,IPHI)
REAL*4 X(100),Y(100),Z(100)
REAL*4 XT(100,3),XNP(100,3),XNSP(100,3),AB(4,4)
REAL*4 AS(4,4),XS(3),NS(3),NSP(3),NP(3),T(3)
REAL*4 AG(4,4),AA(4,4),N(3),XP(3)
INCLUDE 'TRNSF.INC'
COMMON /SPAZ/NI,X,Y,Z
COMMON /PATVAR/AS,ALPHA,GAM,RP,RS,BETA,BOFF,OFFSET,RS1,RPI,IPHINC
COMMON /EEFRM/XT,XNP,XNSP,AB
DO 100 I=1,NI
XS(1)=X(I)
XS(2)=Y(I)
XS(3)=Z(I)
NS(1)=XS(1)/RSI
NS(2)=XS(2)/RSI
NS(3)=0.
CALL MVEC(XS,AS,XP)
NP(1)=XP(1)/RPI
NP(2)=XP(2)/RPI
NP(3)=0.
CALL YROT(GAM,AG)
CALL ZROT(ALPHA,AA)
CALL MM(AA,AG)
CALL MVEC(NS,AG,NSP)
CALL VCROS(NP,NSP,T)
CALL ANGL(NP,NSP,PHI)
PHI=PHI/2.
WOFF=OFFSET/COS(PHI)
! XS is the weld point in seconday
space
! NS is the normal to the secondary
! in secondary space
! XP is the weld point in primary
space
NP is the normal to the primary
! in primary space
! AG is the rotation component of
! of the transformation from s to p
! NSP is the normal to the secondary
in primary space, T is the tangent
! PHI is the angle between the normals
! WOFF is the distance from weld point
! to trajectory as given by OFFSET
AMP=SQRT((NSP(1)+NP(1))**2+(NSP(2)+NP(2))**2+(NSP(3)+NP(3))**2)
DO 10 J=1,3
N(J)=(NSP(J)+NP(J))/AMP ! N is the space curve normal v
XNP(I,J)=NP(J) i (normalized by AMP)
XNSP(I,J)=NSP(J)
10 XT(I,J)=XP(J)+WOFF*N(J) ! XT is the trajectory point in
100 CONTINUE ! coordinates
ector
primary
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C
C draw trajectory
C
CALL ROTATE(AP)
CALL COLOR(2)
DO 200 I=2,NI
IF(I.EQ.2)CALL MOVE3(XT(1,1),XT(1,2),XT(1,3))
CALL DRAW3(XT(I,1),XT(I,2),XT(I,3))
CALL SEND
200 CONTINUE
C
CALL MOVE3(XT(NI,1),XT(NI,2),XT(NI,3))
CALL DRAW3(XT(1,1),XT(1,2),XT(1,3))
CALL SEND
C
C draw end-effector if desired
C
IF(DEEF.EQ.'Y')CALL EEF(NPNT,IPHI)
RETURN
END
C
C------------------------------------------------------------------------
C
C loads end-effector shape given as a series of points into an array
C
SUBROUTINE HAND(DP)
REAL*4 EX(100),EY(100),EZ(100)
REAL*4 A(4,4)
INCLUDE 'TRNSF.INC'
COMMON /MANIP/NEEF,EX,EY,EZ
DATA IFLAG/1/
IF(IFLAG.NE.1)GOTO 110
OPEN(UNIT=1,NA•ME='HAND.DAT',TYPE='OLD")
SCL=DP/1804
READ *,NEEF
DO 100 I=1,NEEF
READ *,EX1,EY1
EX(I)=O.
EY(I)=EYI*SCL
EZ(I)=-EX1*SCL
100 CONTINUE
IFLAG=2
CLOSE(UNIT=1,DISPOSE='SAVE')
110 RETURN
END
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C------------------------------------------------------------------- -
C
draws animated end-effector along trajectory
SUBROUTINE EEF(NPNT,IPHI)
REAL*4 A(4,4),A1(4,4),XTI(3)
REAL*4 X(100),Y(100),Z(100)
REAL*4 EX(100),EY(100),EZ(100)
INCLUDE 'TRNSF.INC'
COMMON /SPAZ/NI,X,Y,Z
COMMON /MANIP/NNEEF,EX,EY,EZ
N=NI/NPNT
CALL ROTATE(AP)
CALL COLOR(2)
CALL ISUB
DO 300 L=1,NI,N
CALL AMAT(L,A,XT,IPHI)
IF(L.NE.1)GOTO 10
CALL MCOP(A,A1)
XT1(1)=XT(1)
XTI(2)=XT(2)
XTI(3)=XT(3)
10 CALL BSUB
DO 200 I=1I,NEEF
E1(1)=EX(1)
EI(2)=EY(I)
E1(3)=EZ(I)
CALL MVEC(E1,A,E2)
DO 100 J=1,3
100 EI(J)=XT(J)+E2(J)
IF(I.EQ.1)CALL MOVE3(E1(1),E1
CALL DRAW3(E1(1),E1(2),E1(3))
200 CONTINUE
CALL ESUB
,E1(3),E2(3),XT(3)
!transform from eef frame to
!primary frame and draw
(2),E1(3))
writes coordinate frame to output file
WRITE(2,210)((A(J,1),A(J,2),A(J,3),XT(J)),J=1,3)
210 FORMAT(4F8.2)
300 CONTINUE
WRITE(2,210)((AI(Jl1),A(J,2),,Al(J,3),XTI(J)),J=1,3)
RETURN
END
--
C I -
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C
C-------------------------------------------------------------------------
C calculates coordinate frame(AX) at point L on trajectory
C
SUBROUTINE AMAT(L,AX,X,IPHI)
REAL*4 X(3),T(3),NP(3),NSP(3),A(4,4),AN(4, (4,4),4 NAMP
REAL*4 XT(100,3),XNP(100,3),XNSP(100,3),AB(4,4),AX(4,4)
COMMON /PATVAR/AS,ALPHA,GAM,RP,RS,BETA,BOFF,OFFSET,RS1,RPI,IPHINC
COMMON /EEFRM/XT,XNP,XNSP,AB
CALL IDEN(A)
CALL IDEN(AN)
CALL MCOP(AB,AX)
DO 10 J=1,3
NP(J)=XNP(L,J) !NP is primary normal
NSP(J)=XNSP(L,J) !NSP is secondary normal
10 X(J)=XT(L,J) !XT is trajectory point
CALL VCROS(NP,NSP,T) !T is tangent
CALL ANGL(NP,NSP,PHI) !PHI is angle between normals
PHINC=PHI/(IPHINC*2+1)*IPHI
IF(PHINC.NE.O.)CALL YROT(PHINC,AN)
C
TAMP=SQRT(T(1)*T(1)+T(2)*T(2)+T(3)*T(3))
IF(TAMP.EQ.O)TAMP=.00001 !if TAMP.eq.0, discontinuity point
NAMP=SQRT((NSP(1)+NP(1))**2+(NSP(2)+NP(2))**2+(NSP(3)+NP(3))**2)
DO 20 J=1,3
A(J,3)=-(NSP(J)+NP(J))/NAMP
20 A(J,1)=T(J)/TAMP
A(1,2)=-A(3,3)*A(1,2)+A(2,3)*A(3,1)
A(2,2)=A(3,3)*A(1,1)-A(I,3)*A(3,1)
A(3,2)=-A(3,2)*A(1,1)+A(1,3)*A(2,1)
CALL MM(AN,A)
CALL MM(A,AX)
RETURN
END
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B.6 Mathematical Subroutine Library
C-----------------------------------------------------------------------------
C
C This is documentation for the subroutines appearing in the library
C MATH.OLB. the library contains the object tracts of the fortran
C programs:
C MATH.FTN
C
C In the following documentation a 'vector' refers to a fortran
C array of three elements defined as REAL*4. In like manner, a
C 'matrix' refers to a fortran matrix of 4 by 4 elements defined
C as REAL*4.
C
C
C------------------------------------------------------------------------------
C
C - Premultiplies the 4x4 transform A2 by Al and leaves the result
C in A2.
C
SUBROUTINE m3M(A1,A2)
REAL*4 Al(4,4),A2(4,4),A3(4,4)
DO 100 I=1,4
DO 100 J=1,4
A3(I,J)=0.O
100 CONTINUE
DO 200 1=1,4
DO 200 J=1,4
DO 200 K=1,4
A3(I,J)=A3(I,J)+Al(I,K)*A2(K,J)
200 CONTINUE
DO 300 I=1,4
DO 300 J=1,4
300 A2(I,J)=A3(I,J)
RETURN
END
C
C----------------------------------------------------------------------------
C
C MCOP - Copies matrix Al into matrix A2
SUBROUTINE MCOP(A1,A2)
REAL*4 Al(4,4),A2(4,4)
DO 100 I=1,4
DO 100 J=1,4
A2(I,J)=A1(I,J)
100 CONTINUE
RETURN
END
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C-----------------------------------------
C
C MP - Prints the 4X4 transform A.
C
SUBROUTINE MP(A)
REAL*4 A(4,4)
TYPE *,
DO 100 1=1,4
TYPE 50,(A(I,J),J=1,4)
50 FORMAT(4F10.2)
100 CONTINUE
RETURN
END
C
C----------------------------------------------------------------------------
C
C MROT - Fills in a 4x4 transform A with the rotation components
C specified. All-A33 are real* 4 values where the first integer
C indicates the row, the second the column. A must be dimensioned in
C the calling program. MROT clears the entire transformation.
C
SUBROUTINE MROT(All,A12,AI3,A21,A22,A23,A31,A32,A33,A)
REAL*4 A(4,4)
A(1,1)=A11
A(1,2)=A12
A(1,3)=A13
A(2,1)=A21
A(2,2)=A22
A(2,3)=A23
A(3,1)=A31
A(3,2)=A32
A(3,3)=A33
DO 100 1=1,3
100 A(I,4)=0.O
A(4,4)=1.
RETURN
END
C
C-------------------------------------------------------------------------
C
C MTRANS - Pre-multiplies matrix A by translation matrix with elements
C X, Y, and Z
C
SUBROUTINE MTRANS(X,Y,Z,A)
REAL*4 A(4,4),AI(4,4)
CALL IDEN(A1)
Al(1 ,4)=X
Al(2,4)=Y
A1(3,4)=Z
Al(4,4)=1.
CALL MW(A1,A)
RETURN
END
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C
C------------------------------------------------------------------
C
C XROT - Fills in the matrix A as a rotation matrix of the angle
C ANGLE in radians about the X-axis.
C
SUBROUTINE XROT(ANGLE,A)
REAL*4 A(4,4),ANGLE
CX=COS(ANGLE)
SX=SIN(ANGLE)
CALL MROT(1.,O.,O.,0.,CX,-SX,O.,SX,CX,A)
RETURN
END
C
C--------------------------------------------------------C
C YROT - Fills in the matrix A as a rotation matrix of the angle
C ANGLE in radians about the X-axis.
C
SUBROUTINE YROT(ANGLE,A)
REAL*4 A(4,4),ANGLE
CX=COS(ANGLE)
SX=SIN(ANGLE)
CALL MROT(CX,O.,SX,0.,1.,0.,-SX,O.,CX,A)
RETURN
END
C
C---------------------------------------
C
C ZROT - Does same for rotation about Z-axis
C
SUBROUTINE ZROT(ANGLE,A)
REAL*4 A(4,4),ANGLE
CX=COS(ANGLE)
SX=SIN(ANGLE)
CALL MROT(CX,-SX,O.,SX,CX,0.,0.,0.,1.,A)
RETURN
END
C
C------------------------------------------------------------------------------
C
C IDEN - Fills in matrix A as an identity matrix, replacing its
C previous contents.
C
SUBROUTINE IDEN(A)
REAL*4 A(4,4)
DO 10 I=1,4
DO 10 J=1,4
A(I,J)=O.
IF(I.EQ.J)A(I,J)=1.
10 CONTINUE
RETURN
END
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C---------------------------------------
C
C MVEC - This subroutine pre-multiplies the vector X1 by the matrix A
C and returns the resultant vector in X2. Both X1 and X2 must
C be REAL*4 arrays with dimension 3
C
SUBROUTINE MVEC(X1,A,X2)
REAL*4 A(4,4),XI(3),X2(3)
DO 10 1=1,3
10 X2(I)=0.
DO 100 1=1,3
DO 50 J=1,3
X2(I)=X2(I)+A(I,J)*X1(J)
50 CONTINUE
X2(I)=X2(I)+A(I,4)
100 CONTINUE
RETURN
END
C
C---------------------------------------------------------------------------
C
C MT - Transposes a matrixes rotation elements while maintaining
C the position of the translation components: A(1,4),A(2,4)
C A(3,4).
C
SUBROUTINE MT(A)
REAL*4 A(4,4),Al(4,4)
DO 100 J=1,3
DO 100 1=1,3
A1(J, I)=A(I,J)
100 CONTINUE
DO 200 1=1,3
DO 200 J=1,3
200 A(I,J)=Al(I,J)
RETURN
END
C
C-----------------------------------------------------------------------------
C
C MSCL - Premultiplies the matrix A by a scaling matrix whose
C components are as follows:
C
C S(1,1)=XSC
C S(2,2)=YSC
C S(3,3)=ZSC
C S(4,4)=1.
C
C All the rest are set to zero.
C
SUBROUTINE MSCL(XSC,YSC,ZSC,A)
REAL*4 A(4,4),A1(4,4)
Al(1,1)=XSC
A1(2,2)=YSC
Al(3,3)=ZSC
Al(4,4)=1.
CALL kMI(AI,A)
RETURN
\ iD
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C
C-----------------------------------------------
C
C VCROS - Finds the cross product of the first two vectors;
C X3 = X1 x X2
C
SUBROUTINE VCROS(X1,X2,X3)
REAL*4 X1(3),X2(3),X3(3)
X3(1)=XI(2)*X2(3)-X1(3)*X2(2)
X3(2)=X1(3)*X2(1)-X1(1)*X2(3)
X3(3)=Xl(1)*X2(2)-X1(2)*X2(1)
RETURN
END
C
C----------------------------------------
C
C ANGL - Finds the angle between two vectors
C
SUBROUTINE ANGL(X1,X2,ALPHA)
REAL*4 XI(3),X2(3)
R=X1(1)*X2( 1)+X(2)*X2(2)+XI(3)*X2(3)
Sl=SQRT(Xl(1)*X1(1)+X1(2)*XI(2)+X1(3)*X1( 3 ))
S2=SQRT(X2(1 )*X2(1)+X2(2)*X2(2)+X2(3)*X2(3))
B=R/(SI*S2)
IF(ABS(B).GT.1)TYPE *,'ANGL IS NOT RIGHT(B. COSBY)-
ALPHA=ABS(ACOS(B))
RETURN
END
C
C----------------------------------------------------------------------------
C
C Premultiplies A2 by Al and places the result in A3
C A3 = Al * A2
C
SUBROUTINE MXM2(A1,A2,A3)
REAL*4 A1(4,4),A2(4,4),A3(4,4)
DO 1000 1=1,3
DO 1000 J=l,4
A3(I,J)=0.
DO 1000 K=1,4
A3(I,J)=A3(I,J)+Al(I,K)*A2(K,J)
1000 CONTINUE
RETURN
END
C
C------------------------------------------------------------------------------
C MTRAN2 - Changes the translation component of the matrix A.
C It is the same as premultiplying if there were no previous
C translations in the transformation
C
SUBROUTINE MTRAN2(X,Y,Z,A)
REAL*4 A(4,4)
A(1,4)=X
A(2,4)=Y
A(3,4)=Z
RETURN
END
C-------------------------------
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C
C
C MINV6 - The subroutine "minv6" is used to invert a matrix
C with the Gausian elimination technique. Here the
C matrix A is given and the solution AINV is desired.
C
C A=COEFFCIENT ARRAY MATRIX
C KC=ORDER OF THE MATRIX, KC<10
C AINV=INVERSE OF THE MATRIX A
C IERR=1 IF A IS NONSINGULAR
C IERR=O IF A IS SINGULAR
C
SUBROUTINE MINV6(A,AINV,IERR)
DIMENSION A(6,6),B(6,6),AINV(6,6)
KC=6
N=1
IERR=1
DO 1 I=1,KC
DO 1 J=1,KC
AINV(I,J)=O
1 B(I,J)=A(I,J)
DO 2 I=1,KC
2 AINV(I,I)=1
DO 3 I=1,KC
COMP=O
K=I
6 IF(ABS(B(K,I)).LE.ABS(COMP))GOTO 5
COMP=B(K,I)
N=K
5 K=K+1
IF(K.LE.KC)GOTO 6
IF(B(N,I).EQ.O.)GOTO 51
IF(N.LT.I)GOTO 51
IF(N.EQ.I)GOTO 12
DO 10 M=1,KC
TEMP=B(I,M)
B(I,M)=B(N,M)
B(N,M)=TEMP
TEMP=AINV(I,M)
AINV(I,M)=AINV(N,M)
10 AINV(N,M)=TEMP
12 TEMP=B(I,I)
DO 13 M=1,KC
AINV(I,M)=AINV(I,M)/TEMP
13 B(I,M)=B(I,M)/TEMP
DO 16 J=1,KC
IF(J.EQ.I)GOTO 16
IF(B(J,I).EQ.O.)GOTO 16
TEMP=B(J,I)
DO 17 N=1,KC
AINV(J,N)=AINV(J,N)-TEMP*AINV(I,N)
17 B(J,N)=B(J,N)-TEMP*B(I,N)
16 CONTINUE
3 CONTINUE
RETURN
51 TYPE *,'MATRIX IS SINGULAR"
IERR=O
RETURN
E 'ID
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B.7 Device Independent Graphics Documentation
This is documentation for device independent graphics subroutines
written in the Man Machine Systems Lab at MIT. These routines
provide two and three dimensional graphics capability on both the
Megatek and Lexidata devices as configured in the Lab.
The library MEG.OLB contains the object tracks of the fortran
programs:
MEG2D.FTN
MEG3D.FTN
VIEW.FTN
The Library LEX2.OLB contains the object tracks of the fortran
programs:
GRINIT.FTN
LEX2D.FTN
LEX3D.FTN
FILL.FTN
LEXVW.FTN
The same base fortran program can thus be used to generate graphics
on either device simply by linking it with the correct library.
The routines in MEG.OLB access device specific subroutines from
MEGLIB.OLB and the routines in LEX2.0LB access those in NEWLIB.OLB
which contains the basic Lexidata subroutines with the additions of
the EGOS and Queued vectors software.
In the following documentation a 'vector' refers to a fortran
array of three elements defined as REAL*4. In like manner, a
'matrix' or 'transformn refers to a fortran matrix of 4 by 4
elements defined as REAL*4.
INITIALIZATION ROUTINES
SUBROUTINE SCALE(XMIN,XYMAX,YMIN,YMAX)
This subroutine scales the screen in any desired user units.
XMIN,XMAX are max and min values for the left and right hand
sides of the screen.
YMIN,YMAX are max and min values for the top and bottom of the
screen.
Any REAL*4 floating point values may be used
SUBROUTINE GRINIT
Initializes the graphics device for use. In the lexidata library,
it allows the user to view the color table if desired.
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SUBROUTINE GRCLOS
Closes the graphics device and clears the screen if the user
desires.
SUBROUTINE IGINIT
Initializes the bitpad for use with the IGIN routine
SUBROUTINE IGCLR
Clears residual values from the bitpad. Does not return
until no buttons are being pushed.
NON-PLOTTING ROUTINES
SUBROUTINE CHAR(TXT,LN,ISZ,IROT)
Draws text on the screen of size ISZ and rotation IROT.
The text should be BYTE encoded into the array TXT which
has length LN. ***NOT CURRENTLY WORKING IN LEXIDATA***
SUBROUTINE CLEAR
This subroutine clears the screen. For the Megatek, the display list
is cleared, for the Lexidata, a default look up table is loaded.
SUBROUTINE SEND
SEND initiates a DMA transfer for the Megatek and Lexidata, and dumps
the line buffer for the Retrographics
SUBROUTINE IGIN(IX,IY,IPROX)
Returns values from the bitpad as follows:
IX is the x coordinate and is an integer
from 0 to 2000
IY is the y coordinate and is an integer
from 0 to 2000
IPROX is the numerical combination of buttons
pushed where the yellow is 1, the white
is 2, the blue is 4, and the green 8.
No buttons pushed returns a 0
SUBROUTINE ISUB
Initialize for animation subpicture, defines start point.
This routine initializes and resets if other animation has
been done. ***NOT CURRENTLY WORKING IN LEX2***
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SUBROUTINE BSUB
Begin of animation subpicture, erase all graphics back to
start point. This has no effect the first time through.
SUBROUTINE ESUB
Set end of animation subpicture. Sends subpicture to be
displayed and allows normal plotting to occur if BSUB is
not called again.
LEXIDATA COLOR AND FILL ROUTINES
SUBROUTINE COLOR(IP)
This subroutine is used only by the Lexidata and defines
the color to be used in future graphing. When GRINIT is
called from LEX2.OLB, it allows the user to view the current
color table including individual entries
TWO DIMENSIONAL PLOTTING
SUBROUTINE DRAW(X,Y)
2D draw, where X and Y are real* 4
SUBROUTINE MOVE(X,Y)
2D move, same as DRAW.
SUBROUTINE RDRAW(X,Y)
Relative 2D draw.
SUBROUTINE RMOVE(X,Y)
Relative 2D move.
SUBROUTINE RDP(A,T)
Relative 2D draw, arguments are angle T and distance A.
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THREE DIMENSIONAL PLOTTING
SUBROUTINE ROTATE(A)
A is a REAL*4 array of dimension (4,4). It represents a homogeneous
transformation and is applied to all 3D commands that follow. Both the
rotation and translation parts are applied. This is a device-independent
software function, and does not use hardware rotation on the Megatek.
SUBROUTINE DRAW3(X,Y,Z)
3D draw, scaled according to SCALE and transformed by ROTATE.
SUBROUTINE MOVE3(X,Y,Z)
Like DRAW3, but only moves.
SUBROUTINE RDRAW3(X,Y,Z)
You guessed it. a
SUBROUTINE RMOVE3(X,Y,Z)
Can't think of any good jokes.
SUBROUTINE CIR3(XC,YC,ZC,R,IXYZ,IR)
This subroutine will draw a circle of the given radius,
center coordinates, and orientation. XC, YC, and ZC
are the center coordinates and r is the radius. The
orientation is given by IXYZ where a value of
1 places the circle in the zy plane
2 places the circle in the zx plane
3 places the circle in the xy plane
The value of IR determines the number of steps to take
around the circle.
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SUBROUTINE VIEW(IZ)
This subroutine allows hardware rotation on the Megatek.
It is initialized with a call where IZ = -1. Further
calls will allow the user to rotate and scale the image
displayed on the megatek using a call to IGIN and the
value returned in IPROX from the buttons on the bitpad
mouse.
yellow: positive rotation about x-axis
blue: negative rotation about x-axis
white: positive rotation about y-axis
green: negative rotation about y-axis
yellow: positive increment scaling
& blue
white: negative increment scaling
& green
In the lexidata routine, the user is prompted for an initial
orientation when IZ = -1 is called. Later calls allow the user
to manuvuer the light source by moving the mouse in the
positive or negative directions on the BITPAD and selecting
the yellow button
SUBROUTINE FRAME(IXO,IYO,IZO,IDC)
Draws a three dimensional box on the screen with light, dashed
lines. The box is centered at the point IXO,IYO,IZO and has
sides of length 2*IDC.
SUBROUTINE COORD(AXES,CL)
Draws a set of coordinate axes at the origin of the current
defined screen. The axes are of length CL and lay on the
X, Y, and Z axes of the current screen. They are labeled with
single characters which are included in the three member, byte
encoded array AXES. Example:
BYTE AXES(3)
AXES(1)='X'
AXES(2)='Y"
AXES(3)='Z'
CL=100.
CALL COORD(AXES,CL)
SUBROUTINE RECT3(OXB,XB,XT,OXT)
Draws the three sides of the rectangle formed from the vectors
OXB, XB, XT, and OXT. Primarily should be used to draw ruled
surfaces where the rectangular surface elements appear in a
contiguous order. Rotation around the rectangle from OXB to
OXT should point outwards from the surface according to the right
hand rule.
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B.8 Megatek Subroutine Library
SUBROUTINE SCALE (XMIN, XMAX, YMIN, YMAX)
COMMON /RGPLOT/XRG,YRG,XC,YC,SCLX,SCLY
SCLX=4096./(XMAX-XMIN)
SCLY=4096. / (YMAX-YMIN)
XC=-(XMAX+XMIN) / 2.
YC=-(Y~AX+YMIN) / 2.
RETURN
END
C
C
SUBROUTINE GRINIT
CALL MGINIT
RETURN
END
C
C
SUBROUTINE GRCLOS
TYPE 10
10 FORHMAT(' CLEAR SCREEN?(Y OR N): ',$)
ACCEPT 20,ANS
20 FOR.MAT(Al)
IF(ANS.EQ.'Y')CALL MGINIT
RETURN
END
C
C
SUBROUTINE CLEAR
CALL MGINIT
RETURN
END
C
C
SUBROUTINE SEND
CALL MGSEND
RETURN
END
C
C
SUBROUTINE VEC
RETURN
END
C
C
SUBROUTINE TRANS
RETURN
END
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C
SUBROUTINE DRAW(X,Y)
COMMON /RGPLOT/XRG,YRG,XC,YC,SCLX, SCLY
XRG=X
YRG=Y
IX=SCLX*(X+XC)
IY=SCLY*(Y+YC)
CALL DRAWI(IX,IY)
RETUTRN
END
C
C
SUBROUTINE MOVE(X,Y)
COMMON /RGPLOT/XRG,YRG,XC,YC,SCLX,SCLY
XRG=X
YRG=Y
IX=SCLX*(X+XC)
IY=SCLY*(Y+YC)
CALL MOVEI(IX, IY)
RETURN
END
C
C
SUBROUTINE RDRAW(X,Y)
COMMON /RGPLOT/XRG,YRG,XC,YC,SCLX,SCLY
XRG=X
YRG=Y
IX=SCLX*(X+XC)
IY=SCLY* (Y+YC)
CALL RDRAWI(IX, IY)
RETURN
END
C
C
SUBROUTINE RMOVE(X,Y)
COMMON /RGPLOT/XRG,YRG,XC,YC,SCLX,SCLY
XRG=X
YRG=Y
IX=SCLX*(X+XC)
IY=SCLY*(Y+YC)
CALL RMOVEI(IX,IY)
RETURN
END
C
C
SUBROUTINE RDP(A,T)
X=A*COS(T)
Y=A*SIN(T)
CALL RDRAW(X,Y)
RETURN
END
SUBROUTINE ISUB
COMMON/SUBP/LOC
CALL NPOINT(LOC)
RETURN
END
C
C
SUBROUTINE BSUB
COMMON/SUBP/LOC
CALL LDPTRO(LOC)
RETURN
END
C
C
SUBROUTINE ESUB
COMMON/SUBP/LOC
CALL MGSEND
RETURN
END
C
C
SUBROUTINE COLOR(IP)
RETURN
END
C
C
SUBROUTINE IGINIT
CALL ANINIT
DO 100 I=1,10
CALL IGIN(IX,IY,IZ)
100 CONTINUE
RETURN
END
C
C
SUBROUTINE IGCLR
10 CALL IGIN(IX,IY,IP)
IF(IP.NE.O)GO TO 10
RETURN
END
C
SUBROUTINE COORD(AXES ,CL)
BYTE AXES(3)
CALL SETINT(13)
CS=CL/20
CALL MOVE3(0.,0.,CS)
CALL DRAW3(0.,0.,CL)
CALL CHAR(AXES(3),1,3,0)
CALL MOVE3(0.,CS,O.)
CALL DRAW3(0.,CL,O.)
CALL CHAR(AXES(2),1,3,0)
CALL MOVE3(CS,O.,O.)
CALL DRAW3(CL,O.,0.)
CALL CHAR(AXES(1),1,3,0)
CALL SETINT(8)
RETURN
END
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C
SUBROUTINE ROTATE(Al)
REAL*4 A(4,4),Al(4,4)
COMMON /ROT/A
DO 100 1=1,4
DO 100 J=1,4
100 A(I,J)=AI(I,J)
RETURN
END
C
C
SUBROUTINE ROTI(X1,X2)
REAL*4 X1(3),X2(3),A(4,4)
COMMON /ROT/A
DO 100 1=1,3
X2(I)=0.
DO 50 J=1,3
X2(I)=X2(I)+A(I,J)*X1 (J)
50 CONTINUE
X2(I)=X2(I)+A(I,4)
100 CONTINUE
RETURN
END
C
C
SUBROUTINE DRAW3(X,Y,Z)
COMNON /RGPLOT/XRG,YRG,XC,YC,SCLX,SCLY
REAL*4 X1(3),X2(3)
X1(1)=X
X1 (2)=Y
X1 (3)=Z
CALL ROT1(X1,X2)
IX=SCLX*(X2(1)+XC)
IY=SCLY*(X2(2)+YC)
IZ=SCLY*(X2(3))
CALL DRWI3(IX,IY,IZ)
RETURN
END
C
C
SUBROUTINE MOVE3(X,Y,Z)
COMMON /RGPLOT/XRG,YRG,XC,YC,SCLX, SCLY
REAL*4 XI(3),X2(3)
X1(1)=X
X1 (2)=Y
X1 (3)=Z
CALL ROTI(XI,X2)
IX=SCLX*(X2(1)+XC)
IY=SCLY*(X2(2)+YC)
IZ=SCLY*(X2(3))
CALL MOVI3(IX,IY,IZ)
RETURN
END
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C
SUBROUTINE RDRAW3(X,Y,Z)
COMMON /RGPLOT/XRG,YRG,XC,YC,SCLX,SCLY
REAL*4 XI(3),X2(3)
X1(1)=X
XI(2)=Y
Xl (3)=Z
CALL ROT1(XI,X2)
IX=SCLX*(X2(1)+XC)
IY=SCLY*(X2(2)+YC)
IZ=SCLY*(X2(3))
CALL RDRWI3(IX,IY,IZ)
RETURN
END
C
C
SUBROUTINE RMOVE3(X,Y,Z)
COMMON /RGPLOT/XRG,YRG,XC,YC,SCLX,SCLY
REAL*4 Xl(3),X2(3)
Xl(1)=X
X1(2)=Y
X1(3)=Z
CALL ROTI(X1,X2)
IX=SCLX*(X2(1)+XC)
IY=SCLY*(X2(2)+YC)
IZ=SCLY*(X2(3))
CALL RMOVI3(IX,IY,IZ)
RETURN
END
C
C
SUBROUTINE CIR3(XC,YC,ZC,R,IXYZ,IR)
DATA TWOPI/6.2830/
DTH=TWOPI/FLOAT(IR)
TH=O.
GOTO(100,200,300)IXYZ
100 X=XC
DO 150 I=1,IR
Z=ZC+R*SIN(TH)
Y=YC+R*COS (TH)
TYPE *,X,Y,Z
IF(I.EQ.1)CALL MOVE3(X,Y,Z)
IF(I.NE.1)CALL DRAW3(X,Y,Z)
TH=TH+DTH
150 CONTINUE
CALL DRAW3(XC,YC+R,ZC)
GOTO 1000
200 Y=YC
DO 250 I=1,IR
Z=ZC+R*SIN(TH)
X=XC+R*COS(TH)
IF(I.EQ.1)CALL MOVE3(X,Y,Z)
IF(I.NE.1)CALL DRAW3(X,Y,Z)
TH=TH+DTH
250 CONTINUE
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CALL DRAW3(XC+R,YC,ZC)
GOTO 1000
300 Z=ZC
DO 350 I=1,IR
X=XC+R*SIN(TH)
Y=YC+R*COS(TH)
IF(I.EQ.1)CALL MOVE3(X,Y,Z)
IF(I.NE.1)CALL DRAW3(X,Y,Z)
TH=TH+DTH
350 CONTINUE
CALL DRAW3(XC,YC+R,ZC)
1000 RETURN
END
C
C
SUBROUTINE RECT3(XI,X2,X3,X4)
REAL*4 X1(3),X2(3),X3(3),X4(3)
CALL MOVE3(X1(1),X1(2),X1(3))
CALL DRAW3(X2(1),X2(2),X2(3))
CALL DRAW3(X3(1),X3(2),X3(3))
CALL DRAW3(X4(1),X4(2),X4(3))
CALL SEND
300 RETURN
END
C
C
SUBROUTINE FRAME(IXO,IYO,IZO,IDC)
CALL SETINT(5)
CALL SETDSH(22845)
XF=IXO+IDC
YF=IYO+IDC
ZF=IZO+IDC
XN=IXO-IDC
YN=IYO-IDC
ZN=IZO-IDC
CALL MOVE3(XN,YN,ZF)
CALL DRAW3(XN,YN,ZN)
CALL DRAW3(XF,YN,ZN)
CALL DRAW3(XF,YN,ZF)
CALL DRAW3(XN,YN,ZF)
CALL DRAW3(XN,YF,ZF)
CALL DRAW3(XF,YF,ZF)
CALL DRAW3(XF,YF,ZN)
CALL DRAW3(XN,YF,ZN)
CALL DRAW3(XN,YF,ZF)
CALL MOVE3(XN,YN,ZN)
CALL DRAW3(XN,YF,ZN)
CALL MOVE3(XF,YN,ZF)
CALL DRAW3(XF,YF,ZF)
CALL MOVE3(XF,YN,ZN)
CALL DRAW3(XF,YF,ZN)
CALL SEND
CALL SETDSH(-1)
CALL SETINT(8)
RETURN
END
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C
C
SUBROUTINE VIEW(IZ)
REAL*4 AV(4,4)
REAL*4 AVZ(4,4)
DATA AVZ/15*O.,1./
DATA AV/15*0.,1./
IF(IZ.GE.0)GOTO 10
TX=O. ! initialize when IZ = -1
TZ=O.
ZM=1.0
10 DX=0.0
DZ=O.0
DZM=0.0
IF(IZ.EQ.1)DX=.005
IF(IZ.EQ.2)DZ=.005
IF(IZ.EQ.4)DX=-0.005
IF(IZ.EQ.8)DZ=-0.005
IF(IZ.EQ.10)DZM=.005
IF(IZ.EQ.5)DZM=-0.005
TX=TX+DX
TZ=TZ+DZ
ZM=ZM+DZM
CX=COS(TX)
SX=SIN(TX)
CZ=COS(TZ)
SZ=SIN(TZ)
CALL MROT(1.,O.,0.,O.,CX,-SX,0.,SX,CX,AV)
CALL MROT(CZ,O.,-SZ,0.,1.,0.,SZ,O.,CZ,AVZ)
CALL MM(AVZ,AV)
DO 1000 1=1,4
DO 1000 J=1,3
1000 AV(J,I)=ZM*AV(J,I)
IF(IZ.LT.O)CALL NPOINT(NP)
IF(IZ.GE.O)CALL MODIFY(NP)
CALL ROTMEG(AV)
CALL MGSEND
RETURN
END
C
C
SUBROUTINE ROTMEG(AV)
REAL*4 AV(4,4)
CALL LDTRN3(AV(1,1),AV(1,2),AV(1,3),AV(1,4),
& AV(2,1),AV(2,2),AV(2,3),AV(2,4))
RETURN
END
C
C
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B.9 Lexidata Subroutine Library
SUBROUTINE SCALE(XMIN,XMAX,YMIN,YMAX)
COLMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
SCLX=1024./( XMAX-XiIN)
SCLY=-1024./(YMAX-YMIN)
XC=-(XMAX+XMIN)/2.+640./SCLX
YC=(YMAX+YMIN)/2.+512./SCLY+1024/SCLY
IZINT=240
RETURN
END
SUBROUTINE GRINIT
INTEGER*2 VECBUF(500)
COMMON /FLMD/NFILL
NFILL=O
CALL DSOPN(2,IERR) !OPENS LXO, ATTACHES TO UNIT 2
CALL DSLLU(0,0,1023,O) ! ZERO OUT LUT
CALL DSLLU(257,255,511,255) ! ALL COLORS RED
DO 5 1=1,60 ! 0 IS BLACK
INT=255./60.*I ! LOAD EVERY FOURTH INTENSITY
ICLR=4*I ! WITH THE GRAYSCALE
5 CALL BWLTFL(INT,ICLR) ! 60 IS WHITE
CALL LTFILL(255,0,0,244) ! 61 IS RED
CALL LTFILL(0,255,0,248) ! 62 IS GREEN *4
CALL LTFILL(O,O,255,252) ! 63 IS BLUE
CALL DSCLR(-1) !CLEAR SCREEN
CALL DSCSL(2,0,0) !CLEARS HARDWARE CURSER
CALL DSCER
CALL DSQINI(VECBUF) !INITIALIZES TRANSFER BUFFER
CALL DSCHAN(252,252,252) !ENABLES WRITE MASK ALL PLANES
CALL DSRECT(340,812,940,212,244)!
CALL DSCIR(640,512,200,240) !TEST PATTERN
CALL DSSFIL(240,240,640,512,0)
TYPE 100
ACCEPT 20,ANS
IF(ANS.EQ. Y')NFILL=1
TYPE 200
ACCEPT 20,ANS
IF(ANS.EQ. Y')CALL FILTST
20 FORMAT(AI)
100 FORMAT(IX, FILLED MODE? ',$)
200 FORMAT(IX,'SEE COLOR TABLE? ',$)
CALL DSCLR(-1)
RETURN
END
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SUBROUTINE DRAW(X,Y)
COMMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
IX=SCLX*(X+XC)
IY=SCLY*(Y+YC)
CALL DSQVEC(IXRG,IYRG,IX,IY,IZINT)
IXRG=IX
IYRG=IY
RETURN
END
C
C
SUBROUTINE MOVE(X,Y)
COMMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
IXRG=SCLX*(X+XC)
IYRG=SCLY*(Y+YC)
RETURN
END
C
C
SUBROUTINE RDRAW(X,Y)
COMMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
IX=IXRG+SCLX*(X+XC)
IY=IYRG+SCLY*(Y+YC)
CALL DSQVEC(IXRG,IYRG,IX,IY,IZINT)
IXRG=IX
IYRG=IY
RETURN
END
C
C
SUBROUTINE RMOVE(X,Y)
COMMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
IXRG=IXRG+SCLX*(X+XC)
IYRG=IYRG+SCLY* ( Y+YC)
RETURN
END
C
C
SUBROUTINE RDP(A,T)
X=A*COS(T)
Y=A*SIN(T)
CALL RDRAW(X, Y)
RETURN
END
C
C
SUBROUTINE ISUB
COMMON/SUBP/IPLN
IPLN=1
RETURN
END
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C
SUBROUTINE BSUB
COMMON/SUBP/IPLN
CALL DSCHAN(255,255,255)
CALL DSCLR(IPLN)
RETURN
END
C
C
SUBROUTINE ESUB
COMM-ON/SUBP/IPLN
CALL DSQSND
IPLN=3-IPLN
CALL DSCLR(IPLN)
CALL DSCHAN(252,252,252)
RETURN
END
C
C
SUBROUTINE COLOR(ICL)
COMMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
IZINT=ICL*4
IF(ICL.GT.O.AND.ICL.LT.5)IZINT=(ICL+59)*4
RETURN
END
C
C
C
SUBROUTINE LTFILL(IRED,IGREEN,IBLUE,IADD)
CALL DSLLU(IADD+256,IRED,IADD+256,IRED)
CALL DSLLU(IADD+512,IGREEN,IADD+512,IGREEN)
CALL DSLLU(IADD+768,IBLUE,IADD+768,IBLUE)
RETURN
END
C
C
SUBROUTINE BWLTFL(INT,IADD)
CALL DSLLU(IADD+256,INT,IADD+256,INT)
CALL DSLLU(IADD+512,INT,IADD+512,INT)
CALL DSLLU(IADD+768,INT,IADD+768,INT)
RETURN
END
C
SUBROUTINE ROTATE(A1)
REAL*4 A(4,4),AI(4,4)
COMMON /ROT/A
DO 100 1=1,4
DO 100 J=1,4
100 A(I,J)=Al(I,J)
RETURN
END
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SUBROUTINE ROT1(XI,X2)
REAL*4 X1(3),X2(3),A(4,4)
COMMON /ROT/A
C
DO 100 I=1,3
X2(I)=0.
DO 50 J=1,3
X2(I)=X2(I)+A(I,J)*XI(J)
50 CONTINUE
X2(I)=X2(I)+A(I,4)
100 CONTINUE
RETURN
END
C
C
SUBROUTINE DRAW3(X,Y,Z)
COMMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
REAL*4 X1(3),X2(3)
Xl(1)=X
X1(2)=Y
X1(3)=Z
CALL ROT1(X1,X2)
IX=SCLX*(X2(1)+XC)
IY=SCLY*(X2(2)+YC)
CALL DSQVEC(IXRG,IYRG,IX,IY,IZINT)
IXRG=IX
IYRG=IY
RETURN
END
C
C
SUBROUTINE MOVE3(X,Y,Z)
COMMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
REAL*4 XI(3),X2(3)
X1(1)=X
X1(2)=Y
X (3)=Z
CALL ROT1(X1,X2)
IXRG=SCLX*(X2(1)+XC)
IYRG=SCLY*(X2(2)+YC)
RETURN
END
C
C
SUBROUTINE RDRAW3(X,Y,Z)
COMMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
REAL*4 X1(3),X2(3)
Xl(1)=X
X1(2)=Y
X1(3)=Z
CALL ROTI(XI,X2)
IX=IXRG+SCLX*(X2(1)+XC)
IY=IYRG+SCLY*(X2(2)+YC)
CALL DSQVEC(IXRG,IYRG,IX,IY,Z)
IXRG=IX
IYRG=IY
RETURN
END
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C
C
SUBROUTINE RIMOVE3(X,Y,Z)
COMMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
REAL*4 XI(3),X2(3)
X1(1)=X
X1 (2)=Y
X1(3)=Z
CALL ROTI(X1,X2)
IXRG=IXRG+SCLX*(X2( 1)+XC)
IYRG=IYRG+SCLY*(X2(2)+YC)
RETURN
END
C
C
SUBROUTINE CIR3(XC,YC,ZC,R,IXYZ,IR)
DATA TWOPI/6.2830/
DTH=TWOPI/FLOAT(IR)
TH=O.
GOTO(100,200,300)IXYZ
100 X=XC
DO 150 I=1,IR
Z=ZC+R*SIN(TH)
Y=YC+R*COS(TH)
TYPE *,X,Y,Z
IF(I.EQ.1)CALL MOVE3(X,Y,Z)
IF(I.NE.1)CALL DRAW3(X,Y,Z)
TH=TH+DTH
150 CONTINUE
CALL DRAW3(XC,YC+R,ZC)
GOTO 1000
200 Y=YC
DO 250 I=1,IR
Z=ZC+R*SIN(TH)
X=XC+R*COS (TH)
IF(I.EQ.1)CALL MOVE3(X,Y,Z)
IF(I.NE.1)CALL DRAW3(X,Y,Z)
TH=TH+DTH
250 CONTINUE
CALL DRAW3(XC+R,YC,ZC)
GOTO 1000
300 Z=ZC
DO 350 I=1,IR
X=XC+R*SIN(TH)
Y=YC+R*COS(TH)
IF(I.EQ.1)CALL MOVE3(X,Y,Z)
IF(I.NE.1)CALL DRAW3(X,Y,Z)
TH=TH+DTH
350 CONTINUE
CALL DRAW3(XC,YC+R,ZC)
1000 RETURN
END
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C
SUBROUTINE FRAME(IXO,IYO,IZO,IDC)
CALL COLOR(1)
CALL DSDISP(1,"107140,"000002)
XF=IXO+IDC
YF=IYO+IDC
ZF=IZO+IDC
XN=IXO-IDC
YN=IYO-IDC
ZN=IZO-IDC
CALL MOVE3(XN,YN,ZF)
CALL DRAW3(XN, YN,ZN)
CALL DRAW3(XF, YN,ZN)
CALL DRAW3(XF,YN,ZF)
CALL DRAW3(XN,YN,ZF)
CALL DRAW3(XN,YF,ZF)
CALL DRAW3(XF,YF,ZF)
CALL DRAW3(XF,YF,ZN)
CALL DRAW3(XN,YF,ZN)
CALL DRAW3(XN, YF,ZF)
CALL MOVE3(XN,YN,ZN)
CALL DRAW3(XN,YF,ZN)
CALL MOVE3(XF,YN,ZF)
CALL DRAW3(XF,YF,ZF)
CALL MOVE3(XF, YN,ZN)
CALL DRAW3(XF,YF,ZN)
CALL SEND
CALL- DSDISP(1,0,0)
RETURN
END
C
C
SUBROUTINE COORD(AXES,CL)
BYTE AXES(3)
COMMON/FLMD/NFILL
CALL DSDISP(4,0,0)
CS=CL/20
CALL MOVE3(0.,0.,CS)
CALL DRAW3(0.,0.,CL)
IF(NFILL.NE.1)CALL CHAR(AXES(3),1,3,0)
CALL MOVE3(0.,CS,O.)
CALL DRAW3(0.,CL,O.)
IF(NFILL.NE.1)CALL CHAR(AXES(2),1,3,0)
CALL MOVE3(CS,O.,O.)
CALL DRAW3(CL,0O.,O.)
IF(NFILL.NE.1)CALL CHAR(AXES(1),1,3,0)
CALL DSDISP(1,0,O)
RETURN
END
C
C
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C
C
SUBROUTINE FILL(IC)
REAL*4 FI(3),F2(3),F3(3),F4(3),TI(3),T2(3),N(3),N1(3)
REAL*4 LS(3)
COMMON /LIGHT/LS
COMMON/FILT/F1,F2,F3,F4, ISID
IC=-1
DO 10 1=1,3
Ti(I)=F2(I)-FI(I)
10 T2(I)=F3(I)-F1(I)
CALL VCROS(T2,T1,N)
CALL ROT1(N,N1)
IF(N1(3).LT.O.)RETURN
CALL ANGL(NI,LS,ALPHA)
ICLR=INT(ALPHA/3.1415*60.)*4
IC=ICLR
CALL RCFILL(F1,F2,F3,F4,ICLR)
DO 20 1=1,3
F1(I)=O.
F2(I)=0.
F3(I)=O.
20 F4(I)=0.
RETURN
END
C
C
SUBROUTINE RECT3(X1,X2,X3,X4)
REAL*4 X1(3),X2(3),X3(3),X4(3)
REAL*4 FI(3),F2(3),F3(3),F4(3)
COMMON /FLMD/NFILL
COMMON /FILT/F1,F2,F3,F4,ISID
IF(NFILL.EQ.1)GOTO 100
CALL MOVE3(X1(1),X1(2),XI(3))
CALL DRAW3(X2(1),X2(2),X2(3))
CALL DRAW3(X3(1),X3(2),X3(3))
CALL DRAW3(X4(1),X4(2),X4(3))
CALL SEND
GO TO 300
100 DO 200 J=1,3
Fl(J)=X1(J)
F2(J)=X2(J)
F3(J)=X3(J)
F4(J)=X4(J)
200 CONTINUE
CALL FILL(IC)
IF(IC.GT.-I)GOTO 300
CALL MOVE3(X3(1),X3(2),X3(3))
CALL DRAW3(X4(1),X4(2),X4(3))
CALL SEND
300 RETURN
END
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SUBROUTINE FILTST
REAL*4 A(4,4),X1(3),X2(3),X3(3),X4(3)
BYTE TXT
INTEGER*2 BDAT(8)
CALL SCALE(O.,1700.,0.,1700.)
CALL IDEN(A)
CALL ROTATE(A)
CALL CLEAR
TYPE 10
10 FORMAT(' PRINT VALUES? ',$)
ACCEPT 20,ANS
20 FORMAT(AI)
IF(ANS.EQ. Y')IFL=1
IF(ANS.EQ. N')IFL=0
IF(IFL.EQ.1)PRINT *,"
DO 200 I=0,15
DO 100 J=0,15
XC=J*100 .+50.
YC=1600.-I*50.
X1(1)=XC
X1(2)=YC
X1(3)=0.
X2(1)=XC+100.
X2(2)=YC
X2(3)=0.
X3(1)=XC+100.
X3(2)=YC-50.
X3(3)=0.
X4(1)=XC
X4(2)=YC-50.
X4(3)=0.
ICLR=16*I+J
CALL RCFILL(Xl
IC1=ICLR+256
INDEX B/W RED GREEN BLUE-
,X2,X3, X4, ICLR)
IC2=ICLR+512
IC3=ICLR+768
CALL DSLRD(ICLR,1,II)
CALL DSLRD(ICI,1,I2)
CALL DSLRD(IC2,1,13)
CALL DSLRD(IC3,1,14)
IF(IFL.EQ.I)PRINT 30,ICLR,II,I2,13,14
30 FORMAT(IX,518)
100 CONTINUE
200 CONTINUE
TYPE *, ENTER COLOR(-1 TO END)-
110 ACCEPT *,IEND
IF(IEND.EQ.-1)GOTO 300
CALL TSTCOL(IEND)
GOTO 110
300 CALL CLEAR
END
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C
SUBROUTINE RCFILL(X1,X2,X3,X4,ICLR)
REAL*4 XI(3),X2(3),X3(3),X4(3),X5(3),BDAT(1O)
INTEGER*2 IDAT(10)
COMMON /RGPLOT/IXRG,IYRG,XC,YC,SCLX,SCLY,IZINT
CALL ROTI(X1,X5)
BDAT(1)=X5(1)
BDAT(2)=X5(2)
CALL ROT1(X2,X5)
BDAT(3)=X5(1)
BDAT(4)=X5(2)
CALL ROTI(X3,X5)
BDAT(5)=X5(1)
BDAT(6)=X5(2)
CALL ROT1(X4,X5)
BDAT(7)=X5(1)
BDAT(8)=X5(2)
BDAT(9)=BDAT(1)
BDAT(10)=BDAT(2)
DO 10 I=2,10,2
IX=I-1
IDAT(IX)=SCLX*(BDAT(IX)+XC)
IDAT(I)=SCLY*(BDAT(I)+YC)
10 CONTINUE
CALL DSPOLY(ICLR,10,IDAT)
IXRG=IDAT(9)
IYRG=IDAT(10)
IZINT=ICLR
RETURN
END
C
C
SUBROUTINE TSTCOL(ICLR)
CALL DSRECT(500,864,780,584,ICLR)
CALL DSSFIL(ICLR,ICLR,640,724,0)
RETU RN
END
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C
C
SUBROUTINE VIEW(IP)
REAL*4 AY(4,4),AZ(4,4),LS(3)
INCLUDE 'TRNSF.INC'
COMMON /LIGHT/LS
DTOR=3.14159*2./360.
IF(IP.NE.-1)GOTO 10
C
C initialize rotations for display
C
TYPE *,' ENTER ROTATIONS IN Y,Z'
ACCEPT *,Y,Z
YR=DTOR*Y
ZR=DTOR*Z
CALL YROT(YR,AY)
CALL ZROT(ZR,AZ)
CALL MM(AZ,AY)
CALL M,(AY,AP)
CALL ROTATE(AP)
R=2000.
LS(1)=-1.
LS(2)=0.
LS(3)=0.
RETURN
C
C Simulate moving light source by changing lookup table
C values based on bitpad x location
C
10 CALL IGIN(IX,IY,IZ)
IF(IZ.NE. )RETURN
IF(IX.GT.2000)IX=2000
IF(IX.LT.O)IX=O
XRE=FLOAT( IX)*2.-2000.
THETA=ACOS(XRE/R)
NAD=58*THETA/3.14159+1
DO 80 I=NAD,1,-1
IADD=I*4
INT=255-(NAD-I)*4.25
80 CALL BWLTFL(INT,IADD)
DO 90 I=NAD,59
IADD=I*4
INT=255-(I-NAD)*4.25
90 CALL BWLTFL(INT,IADD)
GO TO 10
END
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