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Questa tesina descrive un’attivit￿ sperimentale svolta nel labo-
ratorio di sistemi distribuiti del DEI. Un robot NXT di Lego
Mindstorms con ￿rmware LeJos Ł stato montato e program-
mato con linguaggio Java in modo da risolvere un problema di
ricerca operativa, la ricerca di un ciclo hamiltoniano all’interno
di un grafo orientato.
Il materiale utilizzato consiste nel brick NXT, assieme ad alcu-
ni sensori e motori, e nel grafo, disegnato con pennarello nero
su carta.
Lo scopo dell’esperienza Ł stato raggiunto, poichØ il robot rie-
sce ad ispezionare completamente il grafo, a ricercarne un ciclo
hamiltoniano e, se esso esiste, a percorrerlo.
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Introduzione
La scelta di LeJos
Il robot NXT di Lego Mindsotrms (http://mindstorms.lego.com) Ł costi-
tuito da un blocco a forma di parallelepipedo, chiamato brick, contenente
il processore, ed Ł dotato di pulsanti, display e attacco USB; al brick si
possono collegare via cavo sensori e motori.
Per programmare NXT Ł possibile usare diversi linguaggi: oltre a NXT-
G, che Ł il software di default che, tramite un’ interfaccia basata su icone,
rende semplice ed intuitivo programmare il robot, si possono usare i lin-
guaggi C, Ada, Phyton e altri ancora. La nostra scelta Ł ricaduta su
LeJos, un ￿rmware che permette di programmare il robot in Java.
I motivi della scelta sono innanzitutto legati al linguaggio Java: essendo
orientato agli oggetti, permette di astrarre in modo appropriato tutti
i componenti del robot, sensori e motori ad esempio, trattandoli come
oggetti statici; inoltre esso ha anche un vantaggio dal punto di vista di-
dattico perchØ negli istituti secondari in cui si studia l’informatica Java
viene spesso insegnato agli alunni che quindi hanno gi￿ lo strumento di
base per avvicinarsi al mondo Mindstorms. Quest’ultimo motivo Ł legato
al fatto che la tesina si propone di essere uno strumento utile per chi
approccia il mondo di Lego Mindstorms; l’esperienza svolta, infatti, pu￿
essere ripetuta senza problemi anche da studenti delle scuole secondarie e,
tramite i commenti assai presenti nel codice del software, possono essere
comprese tutte le scelte e￿ettuate a livello di programmazione.
Tramite questo lavoro, inoltre, abbiamo voluto dimostrare come si pos-
sa risolvere un problema di￿cile come quello della ricerca di un ciclo
hamiltoniano (nel capitolo successivo ne spiegheremo meglio il grado di
di￿colt￿) anche con strumenti relativamente poveri come quelli a nostra
disposizione: si pensi che la memoria del robot NXT Ł di soli 256 KB.
In￿ne Ł utilie sottolineare come questa applicazione di Lego NXT non
Ł altro che un’ulteriore possibilit￿ di utilizzo di questo strumento, che,
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a conti fatti, pu￿ a￿rontare problematiche le piø diverse; ad esempio,
con NXT possiamo realizzare un prototipo di carro armato, un conteni-
tore di penne intelligente, addirittura uno scanner: sono tutti esempi che
dimostrano la ￿essibilit￿ di NXT. Esso, tra l’altro, in termini di perfor-
mance e di programmabilit￿, rappresenta un passo in avanti rispetto alla
precedente versione del robot di Mindstorms, RCX.
La Java Virtual Machine installata nel robot Ł di￿erente rispetto a quelle
generalemente installate nei pc, perchØ meno potente ma piø leggera; ad
esempio, essa non prevede il garbage collector, strumento in grado di li-
berare spazio in memoria qualora ci siano oggetti di cui si Ł perso ogni
riferimento.
Un vantaggio direttamente tangibile di LeJos rispetto a NXT-G Ł la pos-
sibilit￿ di utilizzare numeri in virgola mobile. Durante il nostro lavoro,
tuttavia, ci￿ non Ł stato sfruttato, perchØ, anche se abbiamo utilizzato i
￿oat restituiti dal sensore di campo magnetico, con gli interi nulla sarebbe
cambiato
Ci￿ che invece caratterizza l’utilizzo di LeJos su Mindstorms e abbia-
mo ampiamente sfruttato Ł la struttura a Behavior. Essa Ł la colonna
portante di LeJos e lo Ł stato anche per il nostro lavoro.
La struttura a Behavior
In LeJos, Behavior si propone di astrarre un qualsiasi tipo di azione del








Una classe che realizzi l’interfaccia deve quindi implemantare questi tre
metodi. Nel corpo del metodo action() la classe speci￿ca cosa deve fare
il robot quando viene deciso che l’azione va e￿ettuata. Inoltre, essa deve
indicare al veri￿carsi di quali condizioni l’azione necessita di essere in-
trapresa: questo va inserito nel corpo del metodo takeControl() che resti-
tuisce un valore di tipo boolean il quale, quando Ł true, indica che l’azione
va eseguita. In￿ne va implementato anche il metodo suppress(), da noi
poco usato per la verit￿, che speci￿ca quali sono le operazioni conclusive
da e￿ettuare una volta terminata l’azione.
Il robot pu￿ compiere una sola di queste azioni per volta: esiste dunque9
un’altra classe, Arbitrator, le cui istanze decidono quale azione va esegui-
ta in ogni istante. Dopo aver ordinato le varie azioni in un array, infatti,
esso viene passato come parametro all’Arbitrator che, al momento dell’in-
vocazione del suo metodo start(), inizia a controllare se qualche Behavior
vuole prendere il controllo, cioŁ se il suo metodo takeControl() restituisce
true. Questa ispezione viene fatta in ordine di priorit￿, secondo le gerar-
chie stabilite dalla disposizione dei Behavior nell’array; l’ultimo elemento
dell’array ha priorit￿ massima, il penultimo viene subito dopo e cos￿ via,
￿no al primo che ha priorit￿ minima. Dopo che un Behavior ha preso
il controllo ed eseguito quindi il suo metodo action(), l’Arbitrator non
continua a controllare in ordine, ma riparte da capo. Esso, ovviamente,
ricomincia dal primo Behavior anche se in quel ciclo nessuna azione ha
richiesto di essere eseguita.
La con￿gurazione scelta Ł molto semplice e per realizzarla abbiamo utiliz-
zato un sensore di campo magnetico terrestre, due sensori di luminosit￿
identici e due motori identici.
Sensore di campo magnetico terrestre
Questo sensore permette di calcolare il campo magnetico terrestre e pu￿
essere usato come bussola per orientare il robot. Essendo molto sensibile
alle interferenze, per una corretta misura si deve cercare di costruire il
robot in modo da mantenere il sensore ad almeno 15 cm dai motori e 10
cm dal brick NXT. Questo obiettivo Ł stato realizzato elevando il sensore
ben al di sopra del resto della struttura del robot tramite due lunghi pezzi
di Lego. LeJOS consente l’utilizzo di questo sensore attraverso la classe
lejos.nxt.addon.CompassSensor; il metodo che ci Ł servito Ł: public ￿oat
getDegrees(), che ritorna il valore in gradi dell’angolo rispetto al nord in
cui il sensore Ł posizionato. Il fatto che il metodo restituisca un numero
￿oat Ł dovuto alla precisione del sensore di campo magnetico: esso riesce
e￿ettivamante a calcolare anche il primo decimale dell’angolo; tuttavia
per il nostro lavoro anche un intero sarebbe andato piø che bene. In ogni
caso l’angolo cresce in senso orario.10 CAPITOLO 1. INTRODUZIONE
Sensori di luminosit￿
Il sensore di luminosit￿ misura l’intensit￿ della luce che entra dalla lente
posta nella parte anteriore, dove trova posto anche un LED che risul-
ta utile per illuminare lo spazio frontale. Durante il lavoro svolto il
LED Ł sempre stato utilizzato. La classe che gestisce tale sensore Ł
lejos.nxt.LightSensor; l’unico metodo utilizzato Ł: public int readValue(),
che restituisce il valore corrente fornito dal sensore in un range che va da
0 a 100.
Motori
Fondamentale Ł il ruolo dei due identici servo motori; i loro ingranag-
gi di riduzione sono assemblati con encoder di rotazione ottici interni che
misurano la loro rotazione con un buon grado di accuratezza. Durante
il lavoro, dopo un po’ di prove abbiamo capito che diverse situazioni
potevano essere a￿rontate in modo semplice e preciso proprio grazie alla
misura di rotazione dei motori. Quindi, invece di utilizzare gli oggetti
statici lejos.nxt.Motor, che non davano questa possibilit￿ di misura, ab-
biamo usato la classe lejos.nxt.MotroPort, che invece fornisce i metodi
necessari.
La con￿gurazione adottata Ł illustrata in ￿gura 1.1:
I motori, cos￿ posizionati, permettono al robot di muoversi avanti, indie-
tro, a destra, a sinistra e di girare su se stesso in entrambi i sensi.
Il sensore di luminosit￿ posto davanti, equidistante dai due motori, ri-
mane a cavallo del bordo della linea scura che il robot segue. L’altro
sensore di luminosit￿ invece Ł posizionato sulla destra ed ha lo scopo di
leggere, quando compaiono, alcune frecce che portano informazioni di cui
tratteremo piø avanti.
Come detto, il sensore di campo magnetico Ł posto a distanza dal brick,
in alto.11
Figura 1.1: La con￿gurazione del robot (senza i cavi di collegamento).
Figura 1.2: Sensori di luminosit￿, sensore di campo magnetico e motori nel dettaglio.
In precedenza abbiamo esaminato per via teorica le caratteristiche di
Behavior; ora che abbiamo studiato i sensori utilizzati e la con￿gurazione
del robot, facciamo un esempio di utilizzo di Behavior ed Arbitrator che
poi torner￿ utile nella descrizione del lavoro svolto.
L’azione piø elementare che il robot deve essere in grado di svolgere Ł
quella di percorrere un lato del grafo. In particolare, esso riesce a seguire
il bordo di una linea nera spessa qualche centimetro. Quest’azione Ł com-
piuta grazie ai due motori ed al sensore di luminosit￿; dal punto di vista
del controllo, la corretta traiettoria Ł mantenuta grazie ad una retroazione
di tipo on/o￿: quando il robot vede bianco attiva il motore destro e spe-
gne il sinistro in modo da riavvicinarsi al bordo, quando vede nero attiva
quello sinistro spegnendo il destro, uscendo cos￿ dal bordo. Capito ci￿, la
semplicit￿ della classe Behavior fa il resto: de￿niamo una classe LookLeft
che implementa Behavior, il cui metodo takeControl() restituisce true se
e solo se la luminosit￿ Ł maggiore di un valore critico (che pu￿ essere pari
a met￿ del massimo indice di luminosit￿) e il cui metodo action() attiva
il motore destro spegnendo quello sinistro. De￿niamo in modo opposto
LookRight.
A questo punto, creando un oggetto di tipo Arbitrator i cui elementi del-12 CAPITOLO 1. INTRODUZIONE
l’array passato come parametro sono un’istanza di LookLeft ed una di
LookRight, il gioco Ł fatto, perchØ invocando il metodo start() il nostro
robot comincer￿ a seguire il bordo della linea. Se vogliamo aggiungere
la possibilit￿ di uscire dal programma senza provocarne l’arresto forza-
to, creiamo la classe Esci ed aggiungiamola nell’array di Behavior; essa
prende il controllo allorchŁ uno dei tasti di input risulti premuto e il
suo metodo action() fa terminare il programma in esecuzione sul robot.
Questa aggiunta Ł utile al ￿ne di ragionare sulle priorit￿: fra LookLeft e
LookRight non serve stabilire una priorit￿, nel senso che, qualunque sia il
Behavior con priorit￿ maggiore, ai ￿ni del comportamento globale nulla
cambia; ad Esci, invece, bisogna dare priorit￿ massima, altrimenti, asse-
gnandole ad esempio priorit￿ intermedia dopo LookRight, ￿ntanto che il
robot si trova in una zona bianca, l’unico Behavior che prende il controllo
Ł LookRight, impedendo cos￿ l’uscita dal programma in corrispondenza
della pressione sul bottone; ancora peggiore Ł il caso in cui si assegni
priorit￿ minima ad Esci, poichØ non entrerebbe mai in azione.Capitolo 2
Un problema di ricerca
operativa
Un grafo orientato Ł una coppia G = (V;A) in cui G Ł un insieme ￿nito,
mentre A Ł un insieme i cui elementi sono coppie ordinate di elementi di
V . Gli elementi di V vengono chiamati nodi, o vertici, quelli di A lati.
Ogni lato Ł quindi una coppia in cui il primo elemento indica il nodo di
partenza e il secondo elemento indica il nodo di arrivo. In questo modo
ogni lato, oltre che dai due nodi che incide, Ł caratterizzato da un verso.
Un grafo orientato pu￿ essere il rozzo modello della cartina di una regione,
ad esempio il Veneto, in cui i nodi rappresentano le citt￿ e i lati le grandi
strade che congiungono le diverse citt￿. La particolarit￿ Ł data dalla
direzione dei lati: ogni strada Ł a senso unico e per avere un doppio senso
tra la citt￿ i e la citt￿ j devono esistere sia il lato (i;j), sia il lato (j;i).
Figura 2.1: Il grafo utilizzato durante il lavoro.
Finora abbiamo discusso di gra￿ orientati. Rivestono un ruolo di pari
importanza anche i gra￿ non orientati, in cui l’ordine della coppia di
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nodi che de￿nisce il lato non conta, cioŁ il lato (i;j) e il lato (j;i) sono
indistinguibili. I lati, cioŁ, non hanno un verso. Tuttavia lo studio della
versione orientata Ł piø generale, perchØ, anche se alcuni concetti che
qui non approfondiamo perdono di consistenza, un grafo non orientato
pu￿ essere sempre pensato come orientato, al patto di sostituire ogni lato
originario con una coppia di lati orientati di direzioni opposte; il viceversa
non funziona: non Ł possibile rendere il concetto di direzione tramite un
grafo non orientato. Per questo motivo l’esperimento Ł stato condotto
su grafo orientato; d’ora in poi, facendo sempre riferimento alla versione
orientata del grafo, sottointenderemo l’aggettivo orientato.
Un cammino Ł una sequenza di lati consecutivi, del tipo:
(v1;v2);(v2;v3);(v3;v4);(v4;v5);:::;(vk;vk+1). Un cammino si dice ciclo se
v1 = vk+1, ossia se l’ultimo vertice coincide con il primo. Un ciclo in
cui vengono toccati tutti i nodi una ed una sola volta viene detto ciclo
hamiltoniano, ed Ł questo il protagonista delle nostre attenzioni.
Un problema interessante Ł il seguente: dato un grafo (V;A), esiste un
ciclo hamiltoniano all’interno del grafo? Per capire che questa domanda
non Ł solo speculazione teorica ma ha anche un senso concreto, introdu-
ciamo un concetto nuovo: una funzione C : A ! R+;(vi;vj) 7! ci;j , che
associa ad ogni lato del grafo un numero reale positivo, si chiama funzione
di costo ed il suo scopo Ł quello di speci￿care un peso per ogni lato. In
questo modo ora la nostra cartina del Veneto Ł piø realistica, perchØ il
collegamento fra Venezia e Verona Ł piø costoso, poichØ piø lungo, rispet-
to a quello fra Vicenza e Padova.
Un commesso viaggiatore di Belluno, che deve passare per le altre 6 citt￿
del Veneto per poi far ritorno a casa la sera, risparmia una gran quantit￿
di tempo se prima di mettersi in viaggio si siede e con calma ragiona su
quale sia il percorso migliore, cioŁ il cammino che gli permetta di toccare
tutte le citt￿ facendo meno strada possibile. Il commesso non si pone
neanche la domanda preliminare sull’esistenza di tale percorso: se fosse
impossibile reaggiungere Rovigo da Treviso potrebbe indurre tranquil-
lamente uno sciopero; se invece catapultiamo il nostro commesso nello
Zimbabwe, dove il suo scopo primario non Ł quello di impiegare meno
tempo possibile, ma piuttosto quello di riuscire a portare a compimen-
to il suo lavoro, egli sar￿ gi￿ lieto se sulla mappa riuscir￿ a seguire col
dito un percorso che, tra boschi e montagne, colleghi tutte le citt￿ che
deve toccare, indipendentemente dal tempo di percorrenza. Ecco allora
che il costo dei lati scompare e abbiamo trovato una situazione che pu￿
essere modellizzata con il problema della ricerca di un ciclo hamiltoniano
all’interno di un grafo senza costo.
La ricerca operativa, che si occupa di problemi come quello in esame,
ha stabilito una gerarchia di di￿colt￿ fra i problemi stessi. Ce ne sono
alcuni intrinsecamente semplici e altri complicati. Un problema Ł facile15
se se ne conosce un algoritmo di risoluzione che riesca a concludersi in
un tempo che Ł polinomiale nella dimensione dell’istanza del problema
stesso. E’ invece di￿cile se un tale algoritmo non Ł stato trovato. Esiste
tutta una serie di problemi di questa seconda categoria e la ricerca del
ciclo hamiltoniano in un grafo ne fa parte. Esso Ł dunque un problema
di￿cile. Nel caso speci￿co del nostro lavoro tutto ci￿ conta poco, perchØ
la dimensione del grafo Ł talmente ridotta da rendere possibile trovare
una soluzione in breve tempo anche con algoritmi barbari. Ma se gli stes-
si metodi di risoluzione fossero utilizzati con gra￿ appena piø grandi, i
tempi di calcolo sarebbero per noi lunghissimi.
La ricerca operativa mette a disposizione tecniche di risoluzione ben piø
ra￿nate di quella qui adottata, ad esempio permette di trasformare il
problema nella risoluzione di un sistema di equazioni lineari con varia-
bili intere; questo sistema pu￿ poi essere sempli￿cato con strategemmi
che permettono di risparmiare molto tempo di calcolo. Tuttavia utiliz-
zare questi metodi per un problema di dimensioni ridotte come il nostro
sarebbe come sparare ad un mosca con un cannone. Essi sono appro-
priati per gra￿ con migliaia di nodi. C’Ł per￿ da sottolineare che, anche
utilizzando le piø ra￿nate tecniche conosciute allo stato attuale dell’arte,
esistono problemi reali che conducono a gra￿ talmente grandi e compli-
cati che qualsiasi calcolatore perderebbe ogni speranza di ottenerne la
soluzione in un tempo umano.
Tutto ci￿ serve a far capire che il problema intuitivo di nostro interesse in
realt￿ tanto semplice non Ł, e che la disciplina che studia questo genere
di problemi, la ricerca operativa, Ł complessa e centro di attenzioni da
parte di molti studiosi di tutto il mondo.
Nel prossimo capitolo vedremo utilizzato un sistema molto comune per
rappresentare un grafo in forma sintetica: la sua matrice di incidenza
nodi-nodi, in cui ad ogni elemento (i;j) corrisponde il costo ci;j del lato
che collega il nodo i al nodo j.16 CAPITOLO 2. UN PROBLEMA DI RICERCA OPERATIVACapitolo 3
Software
Idee Cardine
L’idea cardine che sta alla base dell’ispezione, della memorizzazione e del
riconoscimento di un lato o di un nodo Ł quella di utilizzare il sensore
di campo magnetico terrestre in dotazione al NXT. Ogni lato Ł stato
disegnato in modo tale che i suoi ultimi tratti, quelli che incidono i due
nodi, siano dritti per circa 20 cm; in questo modo ogni nodo ha una
raggiera di lati che lo incidono ed ognuno di questi lati ha una direzione
di incidenza in quel nodo. Cos￿ ogni nodo Ł de￿nito da tanti numeri interi
compresi fra 0 e 360, i gradi di inclinazione rispetto al nord, quanti sono
i suoi lati; dato che il sensore di campo magnetico Ł piuttosto preciso
anche se utilizzato mentre il robot Ł in movimento, de￿nendo ognuna di
queste direzioni a meno di uno scarto di 5 gradi, il robot non commette
mai errori nel riconoscimento di un nodo: ispezionando due volte lo stesso
nodo esso si accorge che il numero di lati e tutte le direzioni coincidono e
capisce di essere in corrispondenza del nodo che aveva gi￿ visitato. Inoltre
questo scarto di 5 gradi assicura che, senza stare troppo attenti a come si
direzionano i lati uscenti dai diversi nodi, con un grafo di 6-7 nodi ci sono
pochissime possibilit￿ che il robot prenda per uguali due nodi diversi.
L’altro elemento fondante Ł l’utilizzo della classe MotorPort: essa for-
nisce l’indispensabile metodo getTachoCount(), che restituisce un intero
indicante il numero di gradi angolari percorsi dalla ruota associata al mo-
tore dall’ultima volta che il conteggio Ł stato resettato, tramite il metodo
resetTachoCount(). Questo conteggio Ł precisissimo e prescinde dallo ￿s-
tato di salute del robot￿, cui ci dedicheremo nel capitolo conclusivo, ed Ł
ideale per far distinguere al robot le diverse situazioni in cui si trova; in
particolare, sono due i cambi di cui il robot deve accorgersi: quando sta
percorrendo un lato ed incontra un nodo; quando sta ispezionando il nodo
e deve passare da un lato all’altro dello stesso. Dato che ognuno di questi
due passaggi avviene tramite una svolta a destra piuttosto brusca, il mo-
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tore sinistro percorrer￿ molta strada senza che il destro intervenga mai.
Reimpostando a zero il contatore del motore sinistro ogni volta che viene
attivato il motore destro, ci accorgiamo che, nel normale percorso di un
lato, il contatore sinistro non supera mai un certo valore critico (90 gradi
circa); se invece il robot ha una sterzata verso destra, questo valore viene
abbondantemente superato. Ecco il criterio con cui il robot si accorge di
uno dei due passaggi descritti in precedenza. E’ un criterio robusto che
non ha mai fallito in tutte le prove e￿ettuate. La classe MotorPort con
il suo metodo getTachoCount(), inoltre, viene usata in diverse altre parti
del codice, per risolvere problematiche in modo semplice ed immediato.
if (MotorPort.C.getTachoCount() + MotorPort.B.getTachoCount() > 90)
prossimita’Nodo = true;
La parte piø interessante del lavoro Ł stata l’ideazione del software. Da-
to che il robot deve prima acquisire tutte le informazioni sul grafo, poi
calcolarne l’eventuale ciclo hamiltoniano ed in￿ne percorrerlo, questa se-
quenza temporale induce una de￿nizione naturale di tre classi di￿erenti:
IspezionaGrafo, Calcola e Mostra che hanno, all’interno del rispettivo
metodo start(), il codice che permette al robot di compiere queste tre
parti distinte del suo compito. Anche se queste tre classi utilizzeranno
altre classi, metodi e variabili di esemplari comuni, i loro ruoli distin-
ti permettono di compiere questa prima grande divisione del codice, di
natura temporale. In particolare la terza classe, Mostra, risulta semplicis-
sima, una volta che sono state completate la prima, che presenta di￿colt￿
molto maggiori e le fornisce gi￿ i metodi che le servono, e la seconda, che
le consegna l’insieme ordinato dei lati da percorrere per mostrare il ciclo.
Ispeziona Grafo
IspezionaGrafo ha lo scopo di far ispezionare al robot tutto il grafo. Le
informazioni relative ad esso sono completamente contenute in un array
di oggetti Nodo; ogni oggetto Nodo ha come campo di esemplare un array
di oggetti Lato, quelli che lo incidono; ogni oggetto Lato ha come campi di
esemplare 2 oggetti Nodo, from e to, e 4 numeri interi: 2 sono le direzioni
di incisione nel nodo from, 2 sono le direzioni di incisione nel nodo to;
le direzioni sono doppie perchØ vengono misurate sia in un verso sia,
dopo che il robot si Ł girato su se stesso ed ha riagganciato l’altro bordo
del lato, nel verso opposto. In questo modo possiamo eseguire meglio il
confronto fra due lati perchØ abbiamo piø informazioni. L’ultimo campo
di esemplare della classe Lato Ł un boolean, explored, che indica se il lato Ł
gi￿ stato esplorato o meno; si intende che un lato Ł stato esplorato quando
esso Ł stato percorso interamente, ne sono stati individuati i quattro interi19





public int rightFrom =  1;
public int leftFrom =  1;
public int rightTo =  1;
public int leftTo =  1;
public Nodo from = null;







public Lato[] lati = new Lato[10];
public int numLati = 0;
...
}
Il verso di percorrenza del lato Ł determinato tramite una freccia che
il robot incontra mentre lo sta percorrendo; essa Ł posta esattamente a
met￿ della lunghezza del lato e pu￿ essere di due dimensioni, lunga op-
pure corta.
Figura 3.1: Una freccia lunga e una corta poste ai lati di un lato.
Il robot vede la freccia tramite il suo secondo sensore di luminosit￿ e,
in base alla quantit￿ di strada che percorre continuando a vedere scuro,
quindi sempre tramite la classe MotorPort, capisce di quale delle due frec-
ce si tratta. A ￿anco ad ogni lato ci sono entrambe le frecce, quella lunga
e quella corta, che all’occhio umano indicano la direzione esatta tramite
la loro punta triangolare; il robot invece, che pu￿ percorrere il lato in20 CAPITOLO 3. SOFTWARE
una direzione o nell’altra, ma sempre tenendosi alla destra dello stesso,
deduce il verso di orientamento in base alla lunghezza della freccia: quan-
do incontra quella lunga signi￿ca che sta viaggiando nello stesso verso in
cui Ł orientato, quando trova quella corta vuol dire che sta viaggiando
contromano.
Figura 3.2: Sequenza di riconoscimento di una freccia lunga.
Quando un lato Ł stato esplorato non rimane traccia di queste frecce nei
suoi campi di esemplare; semplicemente, al momento opportuno, se il
robot ha viaggiato contromano essi vengono invertiti: quello che era to
diventa from e viceversa, sia per quanto riguarda i due nodi, sia per i
4 interi. La freccia Ł posta esattamente a met￿ della lunghezza del lato
non a caso: anche se Ł vero che per i primi 20 cm in uscita i lati sono
dritti, per collegare i due nodi devono poi spesso articolarsi con svolte
brusche, alcune delle quali a destra; senza alcun accorgimento, arrivato
a queste svolte il robot penserebbe di aver incontrato un nuovo nodo e
incapperebbe in una serie di errori che farebbero dubitare della sua sanit￿
mentale. Per evitare che ci￿ accada, durante il percorso che va dall’uscita
del nodo alla freccia, il robot sa che non pu￿ incontrare un altro nodo;
deve aspettare, dopo la freccia, di percorrere altrettanta strada per po-
ter interpretare la prossima svolta a destra come l’ingresso in un nodo.
Anche in questo caso la distanza Ł calcolata grazie alla classe MotorPort.
E’ importante distinguere il modo in cui il robot approccia un lato:
esso pu￿ iniziare a percorrerlo, misurarne l’inclinazione rispetto al nord,
girarsi su se stesso e percorrerlo nell’altro verso misurando la seconda
direzione; in questo modo il suo intento non Ł quello di esplorare com-
pletamente il lato, ma Ł solo quello di misurarne le direzioni relative a
quel nodo: egli sta, in realt￿, esplorando il nodo e compie questa misura
su ognuno dei lati che incidono il nodo. Ben diverso Ł l’intento, invece,
quando il robot percorre tutto il lato: esso vuole capire il suo verso di
percorrenza, i nodi a cui Ł agganciato e i 4 interi relativi alle direzioni di
incidenza.
Possiamo a questo punto descrivere il procedimento mascroscopico del-
l’esplorazione del grafo. Il robot viene inizialmente posto su un lato a
caso, in uscita da un nodo, cos￿ incontrer￿ la freccia a met￿ strada; egli
percorre tutto il lato e giunge al primo nodo; non immagazzina nessun’in-
formazione sul lato appena percorso, mentre, una volta eseguita la sua21
strana danza attorno al nodo, che ha lo scopo di trovarne la direzione dei
lati incidenti, inserisce il nodo incontrato come primo elemento dell’array
di oggetti Nodo. In particolare, girando sempre a destra, l’esplorazione
viene e￿ettuata di lato in lato, in senso antiorario: quando il robot incon-
tra un lato le cui direzioni di uscita sono le stesse del primo lato che ha
trovato, capisce di aver terminato la danza; ed Ł proprio a questo punto
che inserisce nell’array il nodo, che ha un numero di lati pari alle sue mini-
esplorazioni meno uno, perchØ l’ultimo lato era un doppione. A questo
punto il robot sceglie un lato, uno di quelli che ha appena creato ed inseri-
to nei campi di esemplare del Nodo visitato. Fa puntare a lui la variabile
lastLato, in modo da averne memoria e, dopo essersi posizionato su di
esso, inizia a percorrerlo. Questa volta, a di￿erenza della galoppata sul
lato iniziale, Ł interessato alla direzione del lato e conserva la lunghezza
della freccia in una variabile. Quando giunge al secondo nodo lo esplora;
controlla che non sia uguale a uno dei nodi gi￿ visitati, solo uno in questo
caso; due nodi per il robot sono uguali quando hanno lo stesso numero di
lati ed ogni lato dell’uno ha la stessa coppia di direzioni di un lato del-
l’altro. Se i due nodi sono uguali il robot si sbarazza dell’oggetto Nodo
appena creato e si interessa invece di quello a cui quest’ultimo era uguale,
che era gi￿ memorizzato nell’array di Nodo. L’operazione importante Ł
ora quella di completare le informazioni di lastLato. Ad esso mancano il
nodo to e i due corrispondenti interi; il nodo viene inserito senza problemi
nei campi di esemplare di lastLato: Ł quello a cui si interessa in questo
momento il robot, nuovo o vecchio che fosse. Ai due interi si risale perchØ
sono quelli relativi all’ultimo lato prima del doppione. Eventualmente,
dato che il robot ha tenuto traccia della lunghezza della freccia, se ha
viaggiato in contromano tutti i campi di esemplare di lastLato vengono
invertiti. Ora sostituiamo il vecchio oggetto lato del nodo di interesse
con l’oggetto lastLato; in questo modo i due nodi fra cui esso si estende
hanno fra i loro campi di esemplare lo stesso oggetto Lato ed esso Ł com-
pletamente esplorato; il boolean explored viene quindi impostato a true.
A questo punto il robot si mette alla ricerca, nel nodo in cui si trova, di
un lato che non sia ancora stato esplorato. Se lo trova si piazza su di esso
e riesegue quanto appena descritto. Se invece tutti i lati del nodo sono
gi￿ stati esplorati, va a cercare un qualunque nodo che abbia un lato non
ancora esplorato; dopo averlo individuato, calcola un percorso, quello che
coinvolge il minor numero di lati da percorrere, in modo da arrivare a
questo nodo e si piazza sul lato scelto, iniziando poi ad esplorarlo. Quan-
do tutti i lati del grafo sono stati esplorati il compito di investigare il
grafo Ł terminato e si pu￿ passare alla ricerca del ciclo hamiltoniano.22 CAPITOLO 3. SOFTWARE
Behavior di IspezionaGrafo
Tutta l’esplorazione del grafo Ł gestita tramite una struttura portante a







Per ogni classe viene quindi creata un’istanza che si inserisce nell’array
passato come parametro all’Arbitrator.
{
Behavior ispezionaNodo = new IspezionaNodo();
Behavior latoRight = new LatoRight();
Behavior latoLeft = new LatoLeft();
Behavior decidi = new Decidi();
Behavior trova = new TrovaLato();
Behavior dir = new Direzione();
Behavior[] behs = {latoLeft, latoRight, ispezionaNodo, dir, decidi, trova};




In realt￿ la funzionalit￿ della struttura a Behavior viene sfruttata solo
dalle prime tre classi, perchØ le altre tre si susseguono nell’esecuzione del
programma in un semplice ordine cronologico: prima viene ispezionato il
nodo, poi si prende la decisione in merito al prossimo lato da esplorare
ed in￿ne il robot si posiziona su tale lato. Il passaggio da uno di questi
tre Behavior all’altro Ł gestito tramite delle variabili boolean che ven-
gono impostate all’interno dei metodi action(), in modo da far rispettare
l’ordine cronologico; per questo motivo l’ordine di priorit￿ di questi tre
Behavior Ł inin￿uente.
Per capire quali problematiche si sono presentate durante la progettazione
di IspezionaGrafo e quali soluzioni sono state adottate a￿nchØ tutto fun-
zionasse, val la pena fare un paio di esempi: consideriamo nel dettaglio
prima l’interazione fra LatoLeft, LatoRight e Direzione e in seguito lo
sviluppo della classe IspezionaNodo.
Interazione fra LatoLeft, LatoRight e Direzione
Lo scopo principale di LatoLeft e LatoRight Ł lo stesso di LookLeft e
LookRight, viste nel capitolo introduttivo: esse devono garantire, tramite
un controllo retroazionato di tipo on/o￿, che il robot segua il bordo della23
linea nera, cioŁ il lato del grafo. Ci￿ Ł assicurato dal fatto che il metodo
takeControl() di LatoLeft restituisca true quando il sensore di luminosit￿
principale legge un valore superiore a 45 e che il metodo action() accenda
il motore destro, spegnendo quello sinistro. Per LatoRight il discorso
Ł rovesciato ma analogo. C’Ł da dire che i due metodi takeControl()
non vengono piø toccati, mentre diverse aggiunte sono necessarie per i
due metodi action(), perchØ, assieme al Behavior Direzione, LatoLeft e
LatoRight assolvono ad altri tre compiti:
- capiscono quando si entra nel nodo successivo;
- evitano di confondere una svolta a destra del lato con l’ingresso nel nodo
successivo;
- tengono memoria della lunghezza della freccia e quindi del verso di
percorrenza del lato.
Le principali variabili utilizzate per questi scopi sono:
public int numFrecce; //conta il numero di volte in cui il secondo sensore di
luminosita’ vede scuro; il suo valore vergine e’  1
public int prossimita’Nodo; //impostato a true quando siamo vicini al prossimo nodo
public int tachoMezzo; //indica la distanza fra l’uscita dal nodo e l’ inizio della
freccia , misurata come somma dei gradi angolari percorsi dalle due ruote
public Lato lastLato; //variabile che punta al lato che stiamo percorrendo, il quale
esce dal nodo appena ispezionato ed ha informazioni incomplete; in particolare ,
come nodo from ha il nodo appena visitato e come direzioni di incidenza nel nodo
from quelle appena misurate. Le informazioni relative al to, invece, ancora non ci
sono. In realta’ non si sa ancora se il nodo appena visitato sia il suo from o il
suo to.
Il lato pu￿ essere diviso in due zone: chiamiamo passeggio quasi tutto il
lato ad eccezione dell’ultimissimo pezzo, chiamato prossimit￿Nodo. Come
spiegato in precedenza, esso inizia quando il robot, dopo aver percorso
la strada fra l’uscita dal nodo e la freccia, ne ha percorsa altrettanta;
siamo a circa 9/10 della lunghezza del lato. In questa situazione il robot
pu￿ ￿nalmente interpretare una svolta a destra come l’ingresso nel nodo;
dunque, quando il boolean prossimit￿Nodo Ł true, ogni volta che latoLeft
fa partire il suo metodo action(), reimposta a zero il contatore del motore
sinistro. Quando, sempre in prossimit￿Nodo, LatoRight si accorge che il
motore sinistro ha raggiunto il valore critico senza essere reimpostato da
latoLeft, vuol dire che abbiamo e￿ettuato la svolta a destra e siamo quin-
di nel nodo successivo. A questo punto il metodo action() di LatoRight
imposta a true il boolean ispezionaNodo, che al prossimo controllo del-
l’Arbitrator far￿ entrare in azione il Behavior IspezionaNodo; ora viene
controllato numFrecce: se Ł minore di 45, valore critico, vengono portate
sul to tutte le informazioni che stavano sul from di lastLato, perchØ il
percorso Ł stato e￿ettuato contromano; ora sono le variabili del from che
vengono reimpostate al loro valore vergine, perchØ a questo punto non24 CAPITOLO 3. SOFTWARE
sappiamo nulla del nodo di origine del lato. In￿ne impostiamo a false
prossimit￿Nodo e riporta a -1 numFrecce, per il futuro.
Nell’altra zona del lato, passeggio, il discorso Ł piø delicato. Il Behav-
ior Direzione, che ricordiamo avere priorit￿ maggiore degli altri due, se
no mai entrerebbe in azione, deve prendere il controllo soltanto quando il
sensore esterno vede scuro. Per￿ non pu￿ farlo ogni volta che vede scuro,
altrimenti, non appena arrivati presso la freccia, LatoLeft e LatoRight
non verrebbero piø chiamati in causa e il robot si bloccherebbe, con Di-
rezione unico Behavior che prenderebbe controllo all’in￿nito. Anche in
questo caso Ł utile e semplice utilizzare la classe MotorPort: se alla prima
attivazione del metodo action() di Direzione riazzeriamo il conteggio di
entrambi i motori e ad ogni successiva invocazione incrementiamo num-
Frecce, in takeControl() basta controllare che i motori, dal momento del
reset in poi, abbiano percorso almeno un tot di strada, proporzionale al
valore della variabile numFrecce. La costante di proporzionalit￿ scelta
Ł 5. Ogni volta, cioŁ, che si esegue action() e si incrementa di un’unit￿
numFrecce, si incrementa di 5 unit￿ il tot di strada richiesta a￿nchØ Di-
rezione prenda ancora il controllo. In questo modo Direzione prende il
controllo ogni 5 gradi angolari percorsi dai due motori e nel frattempo
LatoLeft e LatoRight, con Direzione in stand-by, hanno spostato in avanti
il robot senza problemi.
Il metodo action() di Direzione Ł incaricato anche di memorizzare la stra-
da percorsa dall’uscita dell’ultimo nodo visitato alla comparsa della frec-
cia; perci￿, alla prima invocazione, quando numFrecce segna ancora -1,
￿ssa nella variabile tachoMezzo la somma dei giri percorsi dai motori ￿no
a quel momento (che erano stati sapientemente azzerati dal Behavior Tro-
va allorchØ aveva trovato il nuovo lato da percorrere dopo che era stato
ispezionato il precedente nodo); poi lo stesso metodo azzera i contatori
dei due motori. action() di LatoRight, invece, controlla, una volta che Ł
stata avvistata la freccia, se i motori hanno ripercorso altrettanta strada:
in questa eventualit￿ esso imposta prossimit￿Nodo a true e i comporta-
menti delle due classi tornano quelli descritti nella sezione precedente.
Un problema a cui si dedicano queste classi Ł legato all’uscita dal nodo
precedente; essa Ł segnalata da una svolta a destra e spesso accade che
il valore critico sia raggiunto ben prima che essa sia stata completata
(perchØ le svolte sono di entit￿ diversa e il valore critico deve essere su￿-
cientemente basso per riconoscere la piø leggera): in questo modo avviene
sovente che il secondo sensore, nonostante sia stato piazzato all’esterno
rispetto al primo, veda anch’egli una zona scura, quella del nuovo lato su
cui ci si sta posizionando. Agli occhi del robot risulterebbe esserci una
freccia cortissima, perchØ in un breve tratto esso si raddrizza, e altrettan-
to breve sarebbe il cammino registrato in tachoMezzo: dopo poco il robot
penserebbe di essere libero di entrare in un nuovo nodo e alla successiva25
svolta verso destra del lato tutto inizierebbe a non avere piø senso.
Per ovviare a ci￿ sembrerebbe basti inserire una semplice clausola per
l’avvio di Direzione: dall’ultimo reset, quello avvenuto in uscita dal no-
do, deve essere trascorsa un po’ di strada, su￿ciente ad evitare questo
disastro. Con questa soluzione, per￿, quando avviene il reset a met￿ per-
corso al momento del primo rilevamento della freccia, Direzione dovrebbe
attendere allo stesso modo il medesimo tratto di strada, compromettendo
cos￿ la corretta misura della lunghezza della freccia. Ma nelle due situa-
zioni c’Ł una di￿erenza: prima numFrecce vale -1, a met￿, invece, dopo
il primo incremento e il corrispondente reset del conteggio dei motori,
esso vale zero. Dunque una soluzione completa consiste nel mettere come
condizione il fatto che almeno una delle due sia vera: o i motori hanno
percorso quel po’ di strada necessaria oppure numFrecce Ł diverso da -
1. In questo modo il problema iniziale viene risolto senza causare altri
scompensi.
Ricapitolando la riga di codice che restituisce il boolean richiesto al meto-
do takeControl() di Direzione, risulta:
return (extLight.readValue() < 45) && (MotorPort.B.getTachoCount() +
MotorPort.C.getTachoCount() > numFrecce  5) &&
((MotorPort.B.getTachoCount() + MotorPort.C.getTachoCount() > 250) ||
numFrecce !=  1);
In realt￿ non ci siamo occupati di alcuni problemi minori che comportano
la presenza nel codice vero e proprio di altre due condizioni in AND logico
con le precedenti.
Ispeziona Nodo
Per quanto riguarda la classe IspezionaNodo, ne abbiamo gi￿ spiegato gli
scopi di aggiornamento dati: dopo aver deciso se il nodo era gi￿ stato in-
vestigato o meno, il robot completa i campi di esemplare dell’ultimo lato
percorso, lastLato, per poi agganciarlo anche a quest’ultimo nodo, nuovo
o vecchio che fosse. Ci￿ che rimane da esaminare meglio Ł la strana dan-
za, quella che avviene attorno al nodo per studiarne la direzione dei lati
incidenti. Essa Ł lasciata in gestione ad un metodo, aggiungiLato(), che
fa utilizzo di una variabile booleana, nodoIspezionato, e che, man mano
che costruisce il nodo subjNodo, aggiorna la variabile penultimoLato, che
alla ￿ne punter￿ al lato di subjNodo il quale, nella realt￿, corrisponde
a lastLato. E’ proprio grazie a quest’ultimo riferimento che vengono ag-
giornate le direzioni ancora incomplete di lastLato.
In particolare, ￿nchØ nodoIspezionato non viene impostata a true da ag-
giungiLato(), questo metodo viene continuamente invocato dalla classe
IspezionaNodo tramite un ciclo while. Cos￿ aggiungiLato inserisce un
lato dopo l’altro nel nodo ￿nchŁ non trova un doppione. In generale, ag-26 CAPITOLO 3. SOFTWARE
giungiLato() e￿ettua la mini-esplorazione del lato grazie ad un arbitrator,
myArby, che a breve consideremo meglio: myArby funziona ￿ntanto che
l’esplorazione del singolo lato si Ł conclusa; a quel punto, dopo la svol-
ta nel lato successivo, viene lanciata un’eccezione che prova l’arresto del
metodo start() di myArby. Quindi aggiungiLato(), il metodo chiamante,
controlla se il lato appena ispezionato fosse gi￿ presente in subjNodo: se
lo Ł, viene impostata a true la variabile nodoIspezionato e, all’uscita da
aggiungiLato, la classe IspezionaNodo arresta l’aggiunta di lati e, dato
che il nodo Ł stato completamente investigato, e￿ettua gli aggiornamen-
ti di informazioni gi￿ spiegati. Se, al contrario, il lato non era ancora
presente, esso viene aggiunto nel nodo e nodoIspezionato rimane false;
IspezionaNodo continua dunque a ciclare su aggiungiLato in modo che
l’operazione si ripeta anche per il lato successivo. L’ultima precisazione
riguarda penultimoLato: dato che, ogni volta che viene invocato, ag-
giungiLato() crea un nuovo oggetto Lato, alla ￿ne del metodo start() di
myArby(), che aggancia al lato appena creato le informazioni sulle sue
direzioni, aggiungiLato() aggiorna penultimoLato al lato appena creato;
quest’operazione per￿ non viene svolta quando il lato era gi￿ presente nel
nodo: in questo modo penultimoLato Ł riferito all’ultimo lato prima del
doppione in senso antiorario, cioŁ quello che, nel nuovo nodo, corrisponde
a lastLato, il lato percorso prima di arrivare a questo nodo e del quale
IspezionaNodo aggiorna le informazioni.





I primi due garantiscono, al solito, la percorrenza del lato; myCompass
gestisce le misure dell’inclinazione del sensore di campo magnetico rispet-
to al nord, e quindi registra le due direzioni del lato; myInv garantisce
l’inversione del robot su se stesso. Queste classi sono assai piø complesse
di LatoLeft, LatoRight e Direzione, tanto che sarebbe lungo spiegarne
le problematiche e le soluzioni presenti. Tuttavia quello che succede a
livello macroscopico Ł semplice. Possiamo dividere in due parti le azioni
che compie il robot da quando entra nel lato tramite la svolta a destra
al momento in cui ne esce, tramite un’altra sterzata a destra: la divi-
sione fra esse Ł il momento in cui myInv prende il controllo, cioŁ all’atto
dell’inversione del robot su se stesso. Nella prima parte esso misura una
direzione del lato, nella seconda ne misura l’altra. In entrambe le fasi,
prima e dopo la misura ci sono altri due momenti, in cui il robot compie
un tratto di strada senza per￿ misurare. Il tratto prima della misura
serve per raddrizzarsi completamente lungo la direzione del lato, quello
dopo serve per garantire lo spazio necessario alla manovra di inversione,27
senza per￿ aver l’obbligo di percorrere questo spazio su un tratto dritto
del lato, perchØ a questo punto la misura Ł gi￿ stata presa. In verit￿,
dopo l’inversione, il tratto prima della misura ha lo scopo, oltre che di
raddrizzare il robot, anche di fargli percorre senza misurare questo tratto
che non Ł necessariamente dritto. Tutto ci￿ Ł gestito tramite la classe
MotorPort ed una serie di variabili booleane che determinano in quale di
queste diverse zone si trova il robot.
Figura 3.3: Sequenza di posizioni assunte dal robot durante l’esecuzione di
aggiungiLato().
Calcola
Come detto, arriva un momento in cui tutti i lati del grafo sono stati
esplorati, quindi anche tutti i nodi sono stati investigati e si procede alla
ricerca del ciclo hamiltoniano.
Tutte le informazioni che vengono utilizzate per questa ricerca sono nel-
l’array di oggetti Nodo chiamato nodi. Esso infatti memorizza tutti i nodi
del grafo e ognuno di questi nodi ha come campi di esemplare un tot di
lati; ognuno di questi lati compare nei campi di esemplare di due nodi, il
suo nodo from e il suo to.
I nodi a questo punto non vengono piø trattati come oggetti Nodo, bens￿
come numeri interi. Ogni nodo corrisponde all’intero relativo all’ordine di28 CAPITOLO 3. SOFTWARE
ispezione che Ł stato seguito: il primo nodo corrisponde a 1, il secondo a
2 e cos￿ via. Questo Ł anche l’ordine con cui sono memorizzati nell’array.
Il metodo di soluzione, solve(Graph g), chiede come parametro espicito
un oggetto di tipo Graph e restituisce come soluzione un oggetto di tipo
ZeroSet.
Graph Ł una classe che descrive un grafo orientato; le informazioni sono
memorizzate in una matrice di incidenza nodi-nodi che, nel linguaggio
di programmazione, Ł realizzata tramite un array bidimensionale di in-
teri in cui ogni dimensione Ł pari al numero di nodi. In realt￿ la classe
Graph descrive un grafo con costo; infatti nella matrice l’elemento (i,j) Ł
un intero che rappresenta il costo del lato che collega il nodo i al nodo
j. Dato che nel nostro lavoro i costi vengono eliminati, (i,j) vale 9999 se
il lato non esiste, mentre vale 1 se il lato esiste. I suoi due metodi sono
insert(i,j) che imposta 1 come costo del lato (i,j) e getCost(i,j).
ZeroSet Ł una classe che descrive un insieme ordinato di numeri interi; in
pratica essa, in aggiunta rispetto all’array che utilizza come unico campo
di esemplare, possiede dei semplici metodi come add(int), get(int), re-
move(int), contains(int).
Le variabili che terranno memoria dell’evenutale soluzione sono:
-nodiSol (che Ł uno ZeroSet i cui interi corrispondono, nell’ordine, ai nodi
soluzione);
-latiSol (Ł un array di oggetti Lato: sono quelli che costituiscono il ciclo
hamiltoniano e vengono ricavati da nodiSol). Il passaggio di informazione
dall’array nodi all’oggetto graph, di tipo Graph, che rappresenta il grafo
di cui il robot ha appena concluso l’ispezione, avviene con il seguente
semplice algortimo. Tramite due cicli annidati, il primo sui nodi e il sec-
ondo sui lati di ogni nodo, possiamo scandire tutti i lati del grafo e, lato
per lato, dato che di ognuno abbiamo memorizzato sia il nodo from che
il to, possiamo inserire in graph un lato corrispondente. Al termine in
graph ci sono tanti lati quanti quelli ispezionati dal robot.
Ora possiamo passare al metodo solve(Graph g) l’oggetto Graph appena
costruito. Questo metodo costruisce fact, un array di ZeroSet che ha di-
mensione pari al fattoriale del numero di nodi ispezionati. Inoltre crea
set, un oggetto ZeroSet in cui inserisce gli interi corrispondenti ai nodi
del grafo. A questo punto viene invocato il metodo permute.
public static void permute(ZeroSet[] ar, ZeroSet set, int from, int to)
Ad esso vengono passati come parametri fact, set e due indici dell’ar-
ray fact, inizialmente il primo e l’ultimo. Questo metodo divide l’array
in un numero di zone pari al numero di elementi di set; ad ogni zona
corrisponde un nodo di set: esso viene inserito in tutti gli ZeroSet della
zona e, dopo aver creato un nuovo ZeroSet con gli stessi nodi di set tranne
quello appena inserito nella zona, viene richiamato il metodo permute con29
parametri fact, sempre lo stesso array, il nuovo ZeroSet e con indici che
coinvolgono solo la zona considerata. Tramite questa struttura ricorsiva
l’array fact viene ripempito con tutte le possibili permutazioni dei nodi,
che sono appunto pari al fattoriale del numero di nodi. A questo punto
viene eseguito un ciclo sull’array perm in cui, per ogni permutazione dei
nodi, viene calcolato il costo del corrispondente ciclo. Utilizzando una
variabile che tiene memoria del costo minimo trovato durante il ciclo ed
una che segnala la posizione di tale permutazione nell’array fact, alla ￿ne
di esso possiamo facilmente capire se il ciclo hamiltoniano esiste: se il cos-
to minimo Ł pari al numero di nodi, l’abbiamo trovato; altrimenti, non
esiste. A questo punto, conoscendo qual Ł la sequenza di nodi soluzione
e salvandola in nodiSol, non ci resta che trovare latiSol: scorriamo tutti
i lati del primo nodo della soluzione ￿no a trovarne uno che, come nodo
to, ha il secondo nodo soluzione; in questo modo troviamo il primo lato
e procediamo allo stesso modo per gli altri.
Mostra
Come accennato in precedenza, la classe Mostra risulta banale una volta
scritta IspezionaGrafo(). In realt￿ in questa descrizione abbiamo evitato
volontariamente di so￿ermarci sulla classe TrovaLato; essa Ł, infatti, di
gran lunga la piø complicata, non tanto nel suo corpo, ma quanto nei
metodi ausiliari che in esso vengono utilizzati: trovaSequenzaDiLati(),
mettitiSulLatoNelNodo() e percorriLatoNeutro(). ll primo, da solo, Ł piø
complesso dell’intera classe Calcola: deve infatti trovare il percorso (mi-
nimo, in modo da risparmiare tempo quando si tratta poi di percorrerlo)
di lati da un nodo from ad un nodo to di cui la ricerca del ciclo hamilto-
niano Ł un caso speci￿co, in cui from coincide con to e il numero di nodi
da toccare Ł ￿ssato. Esso utilizza anche il metodo isWideReachable(),
che Calcola() non usava. mettitiSulLatoNelNodo() utilizza un ciclo in
cui viene invocato aggiungiLatoModi￿ed(), una versione di aggiungiLa-
to() in cui non vengono e￿ettuati aggiornamenti ma solo la ricerca del
lato individuato da trovaSequenzaDiLati(); in￿ne percorriLatoNeutro()
vede l’interazione di simpleLeft e simpleRight, due classi con meno oneri
rispetto a latoLeft e latoRight, e la solita classe Direzione. Ovviamente
questi metodi vengono utilizzati in toto solo nel caso in cui il robot non
trovi un lato inesplorato nel nodo in cui staziona e debba quindi andare
a cercarlo altrove.
Detto ci￿, si capisce che la classe Mostra Ł assai piø semplice rispetto a
TrovaLato: tutta la parte di ricerca del percorso Ł inesistente e vengono
utilizzati solo mettitiSulLatoNelNodo() e percorriLatoNeutro().30 CAPITOLO 3. SOFTWARECapitolo 4
Considerazioni ￿nali
Riportiamo di seguito alcune considerazioni che non era opportuno es-
porre nel testo precedente, perchØ avrebbero sviato l’attenzione dagli
scopi della trattazione o perchØ non erano ancora state fornite tutte le
spiegazioni necessarie alla comprensione.
Per quanto riguarda un limite superiore al numero di nodi del grafo, ab-
biamo accennato al fatto che con un grafo di 6-7 nodi non c’Ł pericolo che
il robot faccia confusione fra nodi diversi. Tale limite sale non tanto con
l’aumentare della precisione del sensore di campo magnetico, quanto piut-
tosto con la fedelt￿ del robot nel seguire la linea nera: noi infatti abbiamo
utilizzato un metodo rozzo per assicurare ci￿ e le conseguenze sono state
le oscillazioni del robot a cavallo della linea; tuttavia esistono delle tec-
niche di controllo piø accurate, una delle quali Ł basata sull’utilizzo della
logica fuzzy, che permettono al robot di essere ￿uido nel suo incedere. In
questo modo il sensore di campo magnetico che, ricordiamo, e￿ettua le
sue misure mentre il robot Ł in movimento, sarebbe molto piø preciso e
quindi si potrebbero discriminare meglio le direzioni dei lati. Nonostante
ci￿, esiste un ulteriore limite sul numero di nodi; infatti nell’algoritmo
di ricerca del ciclo hamiltoniano, che utilizza un metodo a forza bruta
in quanto crea tutte le possibili soluzioni e poi controlla se ve n’Ł una
corretta, viene costruito un array che cresce con il fattoriale del numero
di nodi. Le nostre prove hanno mostrato che se questo numero passa da
6 a 7 il robot lancia un’eccezione dovuta all’esaurimento della memoria a
sua disposizione. Anche questo problema pu￿ essere superato, ￿no a un
certo punto: basta utilizzare un algoritmo piø intelligente e parsimonioso
nei confronti della memoria utilizzata. Ovviamente questo limite pu￿ es-
sere alzato, ma non portato all’in￿nito, perchØ per qualsiasi algoritmo di
ricerca esiste un numero di nodi capace di far esaurire la memoria.
In precedenza abbiamo accennato al cosiddetto stato di salute del
robot; quest’espressione indica un concetto ben chiaro: man mano che il
robot procede nella sua esplorazione del grafo i suoi movimenti diventano
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piø go￿, meno ￿uidi; esso si allontana maggiormente dal bordo quando
procede a cavallo dello stesso, si accorge un po’ in ritardo delle svolte
a destra, Ł meno preciso nella manovra di inversione. Ci￿ ha una grave
conseguenza, in quanto il robot non riesce a svolgere sia l’operazione di es-
plorazione che quella di ricerca ed eventuale evidenzazione del ciclo hamil-
toniano. Infatti dopo aver e￿ettuato l’investigazione del grafo i sintomi
descritti sono talmente accentuati da rendere estremamente probabile un
errore grossolano, come l’uscita dal percorso o l’incapacit￿ di accorgersi
di una svolta a destra. Se invece inseriamo via software tutte le infor-
mazioni ricavate e facciamo partire il robot dal momento in cui il grafo
Ł stato esplorato, non ha nessun problema a calcolare il ciclo e a percor-
rerlo. Non abbiamo analizzato con adeguata attenzione e strumentazione
le cause di questo comportamento. D’altro canto, questo handicap Ł stata
la causa dell’utilizzo della classe MotorPort e dei suoi metodi di misura
della distanza percorsa. Infatti inizialmente come grandezza utilizzata
per le misure non si Ł utilizzata la distanza, bens￿ il tempo: ad esem-
pio, l’ingresso in un nodo veniva determinato in base a quanto tempo il
motore sinistro era attivo mentre il destro non lo era. Quando, per￿, si
Ł manifestato questo cattivo comportamento da parte del robot, le mis-
ure di tempo sono risultate assai inadatte e imprecise, tanto che il robot
non riusciva nemmeno a ￿nire l’esplorazione. Per questo motivo abbiamo
provato con la distanza invece che col tempo, scoprendo che in questo
modo si ottiene decisamente piø precisione.
Un accenno va fatto al sensore di colore; senza fornirne una spiegazione
dettagliata, basti dire che esso Ł in grado di discriminare le tre compenen-
ti, rosso giallo e verde, rilevate da un sensore ottico. Inzialmente erano
state pensate diverse soluzioni che lo prevedevano, ma l’imprecisione dei
risultati, o meglio, la precisione richiesta dal sensore nel posizionamen-
to della lente rispetto alla super￿cie di cui rilevare il colore era tale che
non siamo riusciti ad ottenerla col robot in costante movimento e dunque
abbiamo optato per il sensore di luminosit￿, piø povero ma preciso.
Un problema bizzaro in cui siamo incappati Ł accaduto durante le
prime fasi del lavoro; nell’atto di esplorare un nodo, al momento della
manovra di inversione, invece di fare girare entrambe le ruote, una in un
verso e una nell’altro, il robot ne girava una sola, bloccando la seconda, col
risultato che la manovra non lo metteva in posizione corretta, bens￿ fuori
strada. Dopo una veri￿ca abbiamo scoperto che il programma, al mo-
mento dell’inversione, eseguiva esattamente le righe di codice desiderate.
Dopo suggerimento del relatore, si Ł scoperto che durante l’esecuzione
delle istruzioni, a qualche livello si presentava un’interferenza, vale a dire
che veniva eseguita un’istruzione presente in un altro punto del codice,
che nulla c’entrava: essa era esattamente una riga presente in uno dei
metodi suppress() che imponeva al robot di bloccare uno dei due motori.33
Scoperto ci￿, Ł stato semplice rimuovere quest’istruzione e le cose hanno
ripreso a funzionare.
Durante la spiegazione delle misure di campo magnetico abbiamo tra-
lasciato un’eventualit￿ abbastanza intuibile e che si Ł manifestata nella
pratica; se il robot deve misurare un lato orientato quasi in direzione
nord, dove, ricordiamo, vi Ł il passaggio da 359 a 0 gradi, pu￿ incappare
in una misura non corretta. Infatti la direzione di un lato viene calcolata
come media fra 20 misure diverse e, qualora alcune di queste siano poco
oltre gli zero gradi e altre siano poco prima dei 360, come media pu￿
risultare un valore completamente sballato, ad esempio 150 gradi. Per
ovviare a ci￿ abbiamo usato un accorgimento chiamato Correzione Nord:
prima di calcolare la media ci siamo assicurati che questa condizione non
sussistesse; se invece erano presenti questi due tipi di misure diverse, al-
lora si scartavano le misure degli angoli piccoli e si faceva la media sulle
restanti, in modo che, al successivo caso simile, magari sullo stesso lato,
risultasse sicuramente un altro angolo grande, vicino a quello misurato.
Una direzione in cui si Ł speso parte del tempo di lavoro Ł stata quella di
riuscire a diminuire lo spazio vitale del robot, necessario alle sue manovre,
rispetto alle dimensioni del grafo, che sono rimaste piø o meno invariate
in corso d’opera. In particolare la manovra di misura della direzione
del lato, con tanto di inversione, il corpo di aggiungiLato() per capirci,
Ł stata oggetto di diversi tentativi; inizialmente, utilizzando il tempo
e non lo spazio come misura di riferimento, i risultati erano pessimi,
tanto che spesso non si riusciva a far misurare e invertire il robot senza
procedere troppo oltre nel lato, uscendo abbondantemente dall zona dritta
dello stesso e compromettendo le misure. Con la classe MotorPort le
cose sono migliorate subito, ma ci sono stati diversi aggiustamenti che,
centimetro dopo centimetro, sono riusciti a garantire al robot di riuscire
ad e￿ettuare il tutto rimanendo in uno spazio apprezzabile, in modo da
non compromettere mai la misura.
Un accorgimento necessario Ł nato per l’assenza del garbage collector.
Data la struttura ripetitiva delle azioni del robot, scrivendo il codice in
modo naturale veniva creata una quantit￿ enorme di oggetti che, dopo
poco tempo, non venivano piø utilizzati; in questo modo la memoria si
riempiva prima e, soprattutto quando le misure si basavano sul tempo, le
condizioni di salute del robot venivano a deteriorarsi piø facilmente. L’ac-
corgimento Ł stato, dunque, quello di creare, dove possibile, un oggetto
una volta per tutte; un esempio banale Ł relativo al Beahvior lookRight:
se creiamo l’istanza della classe LightSensor dentro al corpo di action(),
verranno create decine e decine di oggetti LightSensor poi inutilizzati, so-
lo percorrendo un tratto di lato. Se invece quest’istanza viene creata una
volta per tutte come campo di esemplare della classe principale, questo
spreco viene evitato.34 CAPITOLO 4. CONSIDERAZIONI FINALI
Abbiamo detto un paio di volte che l’obiettivo di seguire un lato Ł
perseguito tramite un controllo retroazionato; in e￿etti il sensore di lu-
minosit￿ riporta un’informazione e l’ingresso, il motore del robot, viene
modi￿cato di conseguenza. Sempre dal punto di vista del controllo, sapen-
do che la retroazione, se usata bene, Ł uno strumento assai stabilizzante,
dobbiamo constatare che questa Ł l’unica circostanza in cui essa viene ap-
plicata: se guardiamo al comportamento globale del robot, ci accorgiamo
subito della mancanza di retroazione. Infatti basta una piccola sbandata,
basta che il robot si incastri per un secondo in un pezzo di bordo della
carta su cui Ł disegnato il grafo, per creare la possibilit￿ che le cose si
intoppino. Infatti tutta la situazione Ł gestita con un controllo a catena
aperta: se c’Ł un errore, un imprevisto, viene compromesso a prescindere
tutto ci￿ che Ł stato fatto ￿no a quel momento e l’unica possibilit￿ Ł ri-
avviare il programma da capo. Per fare un paragone, poco nobile a dir
la verit￿, possiamo pensare che invece del robot ci sia un essere umano e
invece dell’ispezione e ricerca del ciclo lo scopo sia quello di portare un
carrello della spesa da un punto A ad un punto B. Decidendo di e￿ettuare
tale operazione tramite un’unica spinta iniziale, per quanto possa essere
preciso il nostro calcolo in merito alla forza da applicare per far fermare
il carrello esattamente in B, esiste sempre la possibilit￿ di incontrare un
sassolino, una buchetta o qualcuno di passaggio che alterano l’andamen-
to previsto delle cose. Se invece dopo la spinta iniziale continuiamo ad
accompagnare il carrello ￿no al punto desiderato, abbiamo la possibilit￿
di continuare ad imprimere forza, di frenarlo o di farlo curvare, a seconda
della situazione. Il primo metodo risulta a catena aperta, il secondo a
catena chiusa, cioŁ con retroazione. Non si pu￿ far altro, a questo pun-
to, che notare come il modo in cui procede il robot sia, da questo punto
di vista, del tutto simile alla prima soluzione: dopo aver fatto partire il
software non possiamo far altro che sperare di evitare i sassolini.