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V magistrskem delu je predstavljena celovita programska rešitev, kjer smo za 
potrebe podjetja Data merilni sistemi, d.o.o Golnik povezali obstoječe merilne sisteme 
s spletno aplikacijo. Aplikacija nudi zaposlenim v podjetju enostavno upravljanje in 
nadzor nad sistemom ter grafično analizo merilnih podatkov. 
 
Predstavljeni so uporabljeni programski jeziki ter programska ogrodja, njihove 
glavne lastnosti in uporabnosti. Opisana je celotna shema sistema, pri čemer je 
poudarek na spletni aplikaciji. Aplikacijo smo razdelili na dva glavna sklopa: na 
zaledni del, za katerega smo uporabili programsko ogrodje Django, ter na čelni del, za 
katerega smo uporabili ogrodje AngularJS. 
 
V nadaljevanju so opredeljene vse glavne funkcije spletne aplikacije z 
nekaterimi odseki programske kode: sistem za upravljanje z uporabniki, nastavljanje 
omrežnih in sistemskih nastavitev, prenos podatkov v oblak, posodabljanje aplikacije, 
sistem za upravljanje s podatki ter alarmiranje ob preseženih vrednosti. 
 
Obsežno testiranje spletne aplikacije je pokazalo, da aplikacija deluje dobro in 
zanesljivo, brez večjih napak. Z delovanjem celotnega sistema smo sicer zadovoljni, 
vendar menimo, da bi spletni aplikaciji v prihodnje lahko dodali še nekatere nove 
funkcije, ki bi uporabniku omogočile boljšo izkušnjo.  
 
 






The master’s thesis encompasses a complete software solution where, for the 
needs of the company Data merilni sistemi d.o.o. Golnik, we have connected the 
existing measurement systems with the web application. The application offers 
employees in the company easy management and control of the system and a graphical 
analysis of measurement data. 
 
We present programming languages and software frameworks, their main 
features and usability. The entire scheme of the system is described, with the emphasis 
on the web application, which was divided into two main components: back-end for 
which we used Django software framework, and front-end for which we used the 
AngularJS framework. 
 
 We also define all the main functions of the web application, with some sections 
of the software code, namely the user management system, network and system 
settings, data transfer into the cloud, system updating, data management system and 
alarming system.  
 
Extensive web application testing has shown that the application works well and 
reliable without major errors. We are satisfied with the performance of the entire 
system, but we believe that in the future, we could add the web application some new 
features that would provide a better user experience.  
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1  Uvod 
Sistemi za izvajanje meritev, analiziranje pridobljenih podatkov ter izvajanje 
operacij ob določenih pogojih so prisotni v vseh panogah industrije. Pogosto taki 
sistemi igrajo eno izmed ključnih vlog pri upravljanju z avtomatiziranimi ali 
neavtomatiziranimi sistemi. Merilna oprema nam daje povratno informacijo o stanjih 
v posameznih procesih, orodja za analiziranje pa nam programsko ali vizualno 
omogočajo interpretacijo dobljenih podatkov. Strokovnjaku, ki je specializiran za 
specifično področje, se s pomočjo pridobljenih podatkov in spremljajoče programske 
opreme tako omogoči, da se primerno odloči o posegih v določenem industrijskem 
procesu.   
 
Z razvojem mini računalnikov postaja vse lažje in cenejše povezati take sisteme 
s spletnimi aplikacijami ter si tako zagotoviti lažje in bolj pregledno upravljanje ter 
nadzor nad samim sistemom. Spletne aplikacije nam omogočajo številne prednosti 
pred ne-spletnimi, pri katerih se pogosto pojavi težava pri sami dostopnosti do 
aplikacije. Pri spletnih aplikacijah nismo vezani na operacijski sistem iz katerega 
želimo dostopati, saj dostopamo preko kateregakoli brskalnika. Velika prednost je tudi 
hkratna dostopnost, in sicer je dostop omogočen več uporabnikom hkrati, pri tem pa 
strežnik ni obremenjen v tolikšni meri, kot bi bil pri ekvivalentni ne-spletni aplikaciji 
z oddaljenim dostopom. Spletne aplikacije nam običajno nudijo tudi precej lažjo ter 
hitrejšo integracija z rešitvami v oblaku, kot so sam prostor za varnostno shranjevanje 
podatkov, računanje ali omogočanje celotnega dostopa do naprave. 
 
Namen magistrskega dela je bil razvoj celovite programske rešitve, kjer smo 
povezali merilne sisteme s spletno aplikacijo. S tem smo omogočili upravljanje in 
nadzor sistema ter analizo merilnih podatkov, pri čemer smo uporabili obstoječo 
merilno opremo in infrastrukturo podjetja Data merilni sistemi d.o.o Golnik. 
Magistrsko delo zajema načrtovanje povezave sistema med strežnikom (mini 
računalnikom) in merilnimi sistemi ter razvoj spletne aplikacije. 
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Spletna aplikacija je strukturno in programsko ločena na dva glavna segmenta, 
ki sta glede na tip programiranja popolnoma ločena, uporabljata različen programski 
jezik ter opravljata različne funkcije. Skupaj sta logično povezana v celovito aplikacijo 
z uporabo aplikacijskega programskega vmesnika (angl. Application programming 
interface, API). 
 
V prvem poglavju je na kratko predstavljena glavna uporabljena programska 
oprema. Podane so glavne značilnosti programskih jezikov in ogrodij ter njihova 
uporabna vrednost. 
 
V drugem poglavju je predstavljena shema celotnega merilnega sistema, pri 
čemer je podana razlaga delovanja sistema, posameznih sklopov aplikacije, njenih 
gradnikov ter povezav med njimi.  
 
Sledijo opisi glavnih funkcij razvite spletne aplikacije, pri čemer so podane 
konkretne rešitve z nekaterimi odseki programske kode ter njihovo razlago.
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2  Programska orodja 
2.1  Python-Django 
Python je visokonivojski programski jezik, ki ga je izumil Guido Van Rossum 
leta 1991. V osnovi gre za skriptni jezik, vendar se je z leti razširil tudi na številna ne-
skriptna področja uporabe, zato ga je morda bolje interpretirati kot splošni programski 
jezik (angl. general purpose programming language). Njegova enostavnost, berljivost 
ter izjemna funkcionalnost so razlog, da se je v zadnjih letih povzpel v sam vrh po 
razširjenosti uporabe med programerji. [1] 
 
Django je programsko ogrodje za spletne aplikacija (angl. web framework), ki 
je v celoti napisano v programskem jeziku Python. Zasnovano je bilo z namenom lažje 
ter bolj pregledne implementacije spletnih aplikacij. Njegova zasnova spodbuja 
razvijalce k čistemu in pragmatičnemu ustvarjanju programske kode. Je brezplačen in 
odprtokodni (angl. open source), kar pripomore k samemu razvoju aplikacij, saj imajo 
razvijalci na voljo široko medmrežno skupnost, ki je na voljo za pomoč pri raznih 
težavah. [2] 
 
Slika 2.1:  Logotip programskega ogrodja Django [2] 
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Django poenostavi veliko težav spletnega razvoja aplikacij. Vsebuje ogromno 
predpripravljenih elementov, ki jih lahko uporabimo in s tem pospešimo sam razvoj 
aplikacije. Nekateri najbolj uporabni elementi so: 
 avtentikacija in avtorizacija uporabnikov (angl. authentication, authorisation); 
 administratorske strani (angl. admin pages); 
 ORM; 
 vmesno programje (angl. middleware); 
 vodenje seje (angl. session handling); 
 HTTP knjižnice; 
 več-jezična podpora (angl. multi-language support); 
 več-stranska podpora (angl. multi-site support); 
 URL usmerjanje (angl. routing). 
2.2  AngularJS 
Programski jezik JavaScript je poleg HTML ter CSS  eden izmed treh osnovnih 
tehnologij pri razvoju spleta. Gre za visokonivojski jezik, ki se uporablja predvsem za 
razvijanje dinamičnih spletnih aplikacij. [3] 
 
AngularJS je odprtokodno strukturno programsko ogrodje za razvoj dinamičnih 
spletnih aplikacij, napisano v programskem jeziku JavaScript. Uporablja se za 
izgradnjo čelnega dela spletnih aplikacij. Ogrodje deluje tako, da najprej prebere 
HTML stran, ki vsebuje dodatne prilagojene značke atributov vgrajene v stran ter jih 
poveže z modelom, ki je predstavljen s standardnimi JavaScript spremenljivkami.  
Vrednost spremenljivk je lahko ročno nastavljena znotraj same kode ali pa je naložena 
iz statičnih oziroma dinamičnih JSON virov. [4] 
 
AngularJS je zgrajen na osnovi deklarativnega programiranja, ki je zelo 
primeren za razvoj uporabniških vmesnikov. Ogrodje prilagodi ter razširi tradicionalni 
HTML tako, da lahko prikaže dinamično vsebino preko dvosmernega povezovanja 
podatkov (angl. two-way data binding).   
Zasnova programskega ogrodja AngularJS vključuje: 
 ločitev DOM manipulacije od aplikacijske logike, kar zelo spremeni strukturo 
kode; 
 ločitev spletne aplikacije na odjemalec-strežnik; 
 strukturno izgradnjo aplikacije (UI, logika aplikacije, testiranje aplikacije); 
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2.3  Twitter Bootstrap 
Twitter Bootstrap je priljubljeno odprtokodno HTML, CSS ter JavaScript 
ogrodje, ki se uporablja za lažjo implementacijo čelnega dela spletnih strani ter 
aplikacij. Izbiramo lahko med številnimi t.i. Bootstrap temami, ki so na voljo 
brezplačno, ter si tako lahko zagotovimo lažji začetek razvoja aplikacije. Delovanje je 
zastavljeno po principu prednastavljenih slogov, ki jih z elementi HTML povežemo 
preko atributa razreda (meniji, gumbi, tabele, grafi, razčlenitev prostorov, dodatne 
strani, fonti, ikone itd.). Nastavljamo in spreminjamo lahko tako videz, kot tudi 
interaktivno delovanje spletnega vmesnika. [7] 
 
 
Slika 2.2:  Logotip produkta Bootstrap [7] 
2.4  Apache 
Termin »spletni strežnik« (angl. web server) se nanaša na skupek programske 
ter strojne opreme, pri čemer sta za delovanje spletne aplikacije potrebna oba. Pod 
strojno opremo spada računalnik, ki poganja programsko opremo spletnega serverja 
ter ima shranjene komponente spletne aplikacije (Python, Javascript, HTML, CSS, 
slike). Programski del spletnega serverja pa predstavlja programsko opremo, ki skrbi 
za serviranje komponent spletne aplikacije odjemalcu.  
 
Poenostavljeno delovanje spletnega strežnika je prikazano na sliki 2.3. Brskalnik 
(desni krog) predstavlja odjemalca, ki s HTTP zahtevo pošlje zahtevo po pridobitvi 
komponent spletne aplikacije iz spletnega strežnika (levi krog). V primeru, da je 
zahteva pravilna, se v HTTP odgovoru nahajajo želene komponente. [5] 
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Slika 2.3:  Poenostavljeno delovanje spletnega strežnika 
Za programski del spletnega strežnika smo uporabili strežnik Apache, ki velja 
za enega najbolj pogosto uporabljenih spletnih strežnikov. Trenutno je to odprtokodni 
projekt, ki je zaradi svoje hitrosti, zanesljivost ter varnosti uporabljen na več kot 50 % 




3  Shema sistema 
V podjetju Data Merilni Sistemi d.o.o Golnik smo se soočili z izzivom razvoja 
spletne aplikacije, ki bi jo z ustrezno programsko ter strojno opremo povezali z 
obstoječo merilno infrastrukturo podjetja. Sklope sistema smo smiselno razporedili v 
več segmentov, pri čemer vsak opravlja svojo funkcijo, skupaj pa tvorijo učinkovit 
merilni sistem. Shema razvitega merilnega sistema je prikazana na sliki 3.1. 
Sestavljajo jo naslednji gradniki: 
 merilno polje različnih merilnih postaj; 
 mini računalnik (strežnik); 
 odjemalec (računalnik, mobilni telefon); 
 oblak s podatki. 
 
Zelen kvadrat na sliki 3.1 predstavlja mrežo merilnih naprav. Lahko gre za eno 
ali več merilnih naprav, ki lahko obsegajo katerokoli merilno področje. V splošnem so 
merilne naprave podjetja Data Merilni Sistemi d.o.o Golnik prirejene za merjenje 
temperature, tlaka, elektro prevodnosti, vlage, napetosti oz. toka, različnih mikro 
premikov med merilnimi subjekti, lahko pa so prirejene tudi za merjenje drugih 
fizikalnih veličin. Med seboj se lahko povežejo v skupino ter tako tvorijo merilno 
postajo, ki predstavlja skupek večih merilnikov. Vsaka merilna naprava vsebuje svoj 
notranji prostor, kamor se beležijo podatki. Poleg tega se podatki brezžično ali žično 
pošiljajo na oddaljeno mesto (mini računalnik).  
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Slika 3.1:  Shema sistema 
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V sivem kvadratu so zajeti elementi, ki so uporabljeni v magistrskem delu. Za 
razvoj aplikacije smo uporabili mini računalnik RaspberryPi, ki velja za eno izmed 
priljubljenih platform za razvoj vseh vrst IOT sistemov [8]. Znotraj sivega kvadrata 
smo sistem nato razdelili na naslednje gradnike: 
 mini računalnik RaspberryPi, na katerem je nameščena vsa programska 
oprema; 
 sprejemnik podatkov, ki je priključen na mini računalnik RaspberryPi preko 
priključnih pinov; 
 program za beleženje podatkov; 
 spletna aplikacija. 
 
Merilni podatki naprav so šifrirani podatki, ki jih naprava za sprejemanje 
podatkov preoblikuje v nekoliko drugačno obliko sporočil, in sicer v telegram heksa 
decimalnega formata. Podatki so nato posredovani na serijski port mini računalnika 
RappberryPi, kjer jih nato lahko preberemo s programom. V ta namen smo uporabili 
obstoječi program za beleženje podatkov, ki v neskončni zanki bere podatke iz 
serijskega porta ter jih nato ustrezno shrani v podatkovne baze. Naslednji gradnik je 
spletna aplikacija, ki nam omogoča programsko in vizualno upravljanje ter nadzor 
merilnega sistema. Programsko je razdeljena na dva glavna segmenta, in sicer na 
zaledni ter čelni del.  
 
Moder kvadrat na shemi predstavlja medij med uporabnikom in spletno 
aplikacijo. V tem primeru gre za odjemalca, ki je lahko namizni računalnik, tablica, 
prenosni telefon ali prenosni računalnik. Odjemalci uporabniku omogočajo dostop do 
spletne aplikacije. Čelni del aplikacije teče direktno v brskalniku odjemalca, do 
zalednega dela sistema pa ima dostop preko aplikacijskega programskega vmesnika, 
ki v celoti spada pod zaledni del aplikacije. 
 
Zadnji kvadrat predstavlja shranjevanje podatkov v oblak. Tak način 
shranjevanja lahko uporabimo za varnostno shranjevanje podatkov ali pa takrat, ko 
uporabnik ne more direktno dostopati do spletne aplikacije zaradi omrežne 
oddaljenosti od sistema. Do podatkov dostopamo preko grafičnega vmesnika 
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3.1  Beleženje podatkov 
Program za beleženje podatkov je ločen od spletne aplikacije. Napisan je v 
programskem jeziku Java in spada pod obstoječo programsko infrastrukturo podjetja. 
Njegova naloga je beleženje merilnih podatkov, ki so posredovani serijskemu portu 
mini računalnika. 
  
Slika 3.2:  Shema programa za beleženje podatkov 
Shema programa je prikazana na sliki 3.2. Vsak merilni podatek vsebuje znaka 
za začetek ter konec podatka. Proces Java v neskončni zanki bere serijski port, pri 
čemer sproži notranjo prekinitev, ko zazna znak za konec sporočila. Notranja 
prekinitev sproži ločeno nit (angl. thread), ki zabeleži vse podatke, ki so bili prebrani 
iz serijskega porta do prekinitve ter jih primerno zabeleži na pomnilniško kartico. 
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Za shranjevanje podatkov smo izbrali sistem ločenih baz, pri čemer smo za tip 
baze uporabili podatkovno bazo Sqlite (verzija 3), predvsem zaradi njene hitrosti ter 
enostavnosti. Namen sistema ločenih baz je zagotovitev čim hitrejšega dostopa do 
podatkov iz čelnega dela aplikacije, pri čemer smo uporabili naslednjo hierarhijo baz: 
 baza z najnovejšimi podatki; 
 ločene arhivske baze za vsak kanal merilne naprave.   
3.2  Spletna aplikacija 
Spletna aplikacija zajema sklope, vezane na upravljanje ter nadzor sistema. 
Njene naloge so prikaz grafičnega vmesnika, interakcija s podatkovnimi bazami, 
nastavitev parametrov, javljanje in identificiranje napak, interakcija z merilnimi 
podatki in vzpostavitev povezave s programom za beleženje podatkov. Kot omenjeno, 
je spletna aplikacija razdeljena na dva programsko ločena sklopa, in sicer na zaledni 
in čelni del. 
3.2.1  Zaledni del 
Za izgradnjo zalednega dela aplikacije smo uporabili programsko ogrodje 
Django. Zaledni del zajema sledeče sklope: 
 avtentikacija in upravljanje z uporabniki; 
 API; 
 upravljanje z merilnimi podatki; 
 sistem za alarmiranje; 
 omrežne nastavitve (IP, DNS, dostopna točka); 
 sistemske nastavitve; 
 prenos podatkov v oblak. 
3.2.2  Čelni del 
Čelni del je zgrajen s pomočjo ogrodja AngularJS in obsega naslednje poglede: 
 čelna plošča (angl. dashboard), kjer so prikaze meritve; 
 prijavljanje in odjavljanje uporabnika ter registracija novega; 
 seznam vseh uporabnikov; 
 prikaz osebnega profila uporabnika; 
 sistemske in omrežne nastavitve; 




4  Aplikacijski programski vmesnik 
Aplikacijski programski vmesnik je množica rutin, podrutin, protokolov in 
orodij za izgradnjo programske opreme in aplikacij. Podobno kot grafični uporabniški 
vmesnik (angl. Graphical User Interface, GUI) pomaga uporabnikom, da lažje 
uporabljajo aplikacije, aplikacijski programski vmesnik pomaga razvijalcem, da lažje 
uporabljajo tehnologije ter povezujejo različne segmente programiranja med seboj.  
 
Dober API poenostavi izgradnjo računalniškega programa s pripravo 
programskih blokov, ki jih med seboj poveže razvijalec. Programski bloki so primerni 
za vse aspekte tehnologij, kot so spletne tehnologije, operacijski sistemi, podatkovne 
baze, upravljanje z računalniško strojno ali programsko opremo. Specifikacije API-ja 
se med seboj razlikujejo ter v splošnem zajemajo specifikacije za rutine, podatkovne 
strukture, objekte, spremenljivke ali oddaljene klice. 
 
Pri izgradnji aplikacije smo si zadali cilj, da se vsak klic iz čelnega dela sistema 
opravi na zaledni del sistema preko API-ja. V ta namen smo uporabili dodatek ogrodju 
Django, in sicer Django REST Framework. V nadaljevanju so predstavljeni tisti sklopi 
dodatka, ki smo jih uporabili pri izgradnji aplikacije. 
4.1  Django REST framework 
REST (Representational State Transfer) standard opisuje arhitekturo spletnih 
programskih vmesnikov za podatkovno komunikacijo. Standard uporablja vse znane 










GET vrne določen vir, ki ga želimo pridobiti, pri čemer gre navadno za seznam 
elementov ali nekaterih podatkov. PUT in PATCH se uporabljata za spremembo 
oziroma delno spremembo ali posodobitev stanja vira, ki je lahko objekt, datoteka ali 
blok. Za kreiranje vira uporabimo element POST, DELETE pa uporabimo za brisanje 
kreiranega vira. Posebna metoda OPTIONS je metoda, ki odjemalcu daje možnost 
določitve opcijskih parametrov ali zahtev posameznega vira brez da se sproži zahteva 
po vračanju tega vira. 
4.1.1  Končne poti 
Za ustvarjanje končnih poti aplikacijskega programskega vmesnika smo 
nekatere elemente programskega ogrodja Django povezali z elementi paketa Django 
REST framework. Posamezne funkcije bodo predstavljene s pomočjo primera, pri 
katerem smo ustvarili končno pot »/api/users/« za prikaz seznama uporabnikov ter 






Model je objekt, ki predstavlja skupek informacij o nekem podatku. Vsebuje vsa 
glavna polja in značilnosti podatka, ki ga shranjujemo. Vsak definiran model ustvari 
novo tabelo v podatkovni bazi, pri čemer se vsako polje pretvori v svoj stolpec. Vsako 
izmed polj v modelu ima definirane svoje značilnosti ter tip podatka, ki ga želimo 
shraniti. 
class User(models.Model) :  
    username = models.CharField(max_length=150,unique=True)  
    f irst_name = models .CharField(max_length=30,  blank=True)  
    last_name = models .CharField(max_length=150, blank=True)  
    emai l  = models.EmailField(blank=True)  
    is_staff  = models.BooleanField(default=False)  
    is_active = models.BooleanField(default=False)  
    date_joined = models.DateTimeField(default=t imezone.now)   
Serializer je objekt, ki nam omogoča pretvorbo kompleksnih objektov, kot so 
seznami poizvedb (angl. querysets) ali instance modela (angl. model instance) v 
osnovne Python podatkovne tipe. Slednje se nato lahko enostavno preuredi v podatke 
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oblike JSON ali XML. Na voljo imamo tudi obratno pretvorbo, pri čemer se poleg 
same pretvorbe preveri tudi ustreznost vsebine podatkov (angl. data validation). 
class UserSerial izer(serial izers.ModelSeria l izer) :  
    c lass Meta:  
        model = User  
        f ie lds = ( 'url ' , 'username', ' f irst_name', 'email ' , ' is_staff ' ,   
                     ' is_superuser' , ' is_active' , 'date_joined')   
ModelViewSet je objekt, ki nam omogoča funkcionalnost pogledov, ki se 
nanašajo na model istega kontrolnega vira, ki ga želimo posredovati aplikacijskemu 
programskemu vmesniku. Vsaka akcija objekta predstavlja svojo HTTP metodo, in 
sicer: 
 list – prikaže seznam vseh uporabnikov (servira GET na naslov »/api/users«); 
 create – ustvari novega uporabnika (servira POST na naslov »/api/users«); 
 retrieve – vrne vir uporabnika (servira GET na naslov »/api/users/1«); 
 update, partial_update – posodobi uporabnika (servira PUT/PATCH na naslov 
»/api/users/1«); 
 destroy – zbriše uporabnika (servira DELETE na naslov »/api/users/1«). 
class UserViewSet(viewsets.ModelViewSet):  
    permission_classes = ( IsAdminOrReadOnly,  IsAuthenticated)  
    queryset = User.objects.al l( ) .order_by( ' id' )  
    seria l izer_c lass = UserSe rial izer   
Usmerjevalnik virov (angl. resource routing) nam omogoča hitro pripravo vseh 
končnih poti za določen kontrolni vir. Namesto da ročno navajamo vse vire za 
uporabljene indekse, lahko uporabimo objekt Routers ter posamezne vire registriramo 
objektu, ki nam samodejno generira končne poti za vse indekse. 
router = routers.DefaultRouter()  
router.register(r 'users ' ,  UserViewSet)  
 
urlpatterns = [  
    url(r '^$' ,  v iews. index),  
    url(r '^api/' ,  include(router.urls))  
]   
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5  Uporabniki 
Pomemben del spletnih aplikacij je sklop, ki skrbi za uporabniške račune, 
njihove osebne nastavitve, preference ter vsebine. V veliki meri ima ogrodje Django 
že vključene pakete za opravljanje s tovrstnimi operacijami, vendar smo se za našo 
aplikacijo odločili uporabiti paket tretje osebe »Django-rest-auth«, ki nam vnaprej 
pripravi končne poti za API. Uporabniški segment spletne aplikacije je programsko 
ločen na naslednje sklope: 
 registracija (angl. sign up); 
 overjanje (angl. authentication); 
 vpis v aplikacijo (angl. login); 
 izpis iz aplikacije (angl. logout); 
 menjava gesla (angl. password change); 
 ponastavitev gesla (angl. password reset). 
 
Pri izgradnji uporabniškega dela sistema smo uporabili tri različne nivoje 
uporabnikov oziroma skupine, ki se ločijo glede na posamezna dovoljenja. Dovoljenja 
posameznih uporabnikov so opredeljena z zastavicami (angl. flags), katere določimo 
ob ustvarjanju novega ali pa jih že ustvarjenemu uporabniku spremenimo. Uporaba 
večih nivojev uporabnikov je vidna na čelnemu delu sistem, kjer se skrije oziroma 
prikaže določene elemente glede na zastavice o dovoljenjih ter na zalednem delu, kjer 
se pri izgradnji API-ja upoštevajo dovoljenja in omejitve posameznih uporabnikov.  
 
Seznam skupin z dovoljenji: 
 superuser predstavlja najvišji nivo uporabnika, ki nima nobenih restrikcij; 
 admin predstavlja drugi nivo uporabnika, pri čemer: 
o so skrite nastavitve za prenos podatkov v oblak; 
o so sistemske nastavitve na voljo le za ogled; 
 user predstavlja najnižji nivo uporabnika, pri čemer poleg restrikcij drugega 
nivoja velja še: 
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o da so nastavitve posameznih naprav na voljo le za ogled; 
o da so omrežne nastavitve na voljo le za ogled. 
5.1  Overjanje 
V prvem koraku preverjanja pogosto preverimo ali je subjekt, ki opravlja 
overjanje sploh oseba in ne računalnik sam (bot). Običajno uporabimo test 
CAPTCHA, kjer prikažemo sliko z napisom, ki je s pomočjo zvijanja črt in ozadja 
strojno zelo težko razpoznaven, človeku pa običajno razpoznavanje napisa ne dela 
težav. 
 
V drugem koraku smo sedaj prepričani, da je subjekt preverjanja dejansko 
človek in lahko pričnemo s preverjanjem identitete. Obstaja več načinov kako preveriti 
uporabnika. Za sisteme z nižjo stopnjo varnosti običajno zadošča že vnos 
uporabniškega imena ali elektronskega naslova ter gesla. Če želimo stopnjo varnosti 
povečati lahko dodamo dodatno kodo v obliki številk (PIN), 2FA (Two Factor 
Authentication), prstni odtis, preverjanje mrežice, preverjanje govora, itd.  
 
Django ima vgrajen sistem za overjanje, ki skrbi za samo preverjanje pristnosti 
ter avtorizacijo uporabnika. Preverjanje pristnosti pomeni, da sistem preveri ali je 
uporabnik resnično tisti, za katerega se predstavlja, avtorizacija pa kakšna dovoljenja 
ima overjeni uporabnik. Sistem za overjanje je zgrajen is naslednjih sklopov: 
 uporabniki; 
 dovoljenja – binarne zastavice (da/ne), ki določajo ali lahko uporabnik naredi 
določeno opravilo; 
 skupine – generični način označevanja dovoljenj za več uporabnikov hkrati; 
 obrazci in pogledi za prijavljanje ter odjavljanje uporabnika; 
 generiranje omejitev uporabnikovih strani; 
 vtičnik za uporabo zalednega sistema. 
 
Osnovni sistem za overjanje je dokaj generičen in ne vsebuje nekaterih drugih 
možnosti, ki jih običajno uporabljamo pri večjih sistemih za overjanje. Rešitev za 
takšne primere lahko najdemo v implementiranih paketih tretje osebe: 
 preverjanje stopnje moči gesla; 
 omejitev število zaporednih napačnih prijav; 
 overitev pri aplikacijah tretje osebe (npr. Oauth); 
 dvojni nivo overitve (2FA). 
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5.1.1  Gesla 
Django uporablja fleksibilen proces hranjenja gesel uporabnikov z uporabo 
PKDF2 (Password-Based Key Derivation Function 2) funckije. PKDF2 je pogosto 
uporabljena funkcija v kriptografiji. Temelji na kriptografski funkciji z izpeljavo s 
ključem1  (angl. Key Derivation Function, KDF) z dodanim težavnostnim raztezanjem 
ključa2 (angl. key stretching). Cilj dodatnega računskega dela je, da zmanjšamo 
ranljivost kodiranih ključev proti napadom z grobo silo3  (angl. brute force).  
  
Geslo predstavlja atribut v obliki znakovnega niza v prej omenjenem objektu 
Users. Format znakovnega niza:  
<algoritem>$<iteracije>$<salt>$<hash>   
Komponente, ki so uporabljene za hranjenje gesla uporabnika so ločene z 
znakom dolar in so sestavljene iz: 
 tipa hash algoritma;  
 števila iteracij algoritma (delovni faktor); 
 naključne vrednosti salt, ki preprečuje pojavljanje enakih gesel v bazi; 
 rezultirajoče vrednosti algoritma hash. 
 
Postopek preverjanja gesla uporabnika je dokaj preprost. Vsakič, ko se 
uporabnik želi prijaviti v sistem, se izračuna znakovni niz za vneseno geslo ter preveri 
ali se znakovni niz ujema s tistim, ki je shranjen v bazi uporabnikov.  
 
Primer kode prikazuje poenostavljen izračun ter preverjanje gesla, pri čemer smo 
uporabili drugo funkcijo izračuna algoritma, kot je uporabljena v programskem paketu 
Django: 
                                                 
1 Funkcija z izpeljavo s ključem je postopek, kjer izračunamo enega ali več skritih ključev iz 
skritega glavnega ključa, gesla ali fraze z uporabo psevdo-naključne funkcije. 
2 Raztezanje ključa je pogosto uporabljena kriptografska tehnika,  s katero uporabljen šibek ključ 
(geslo ali frazo) naredimo bolj odpornega proti napadu z grobo silo. To dosežemo z dodanim 
algoritmom, ki poveča čas, ki je potreben za testiranje vseh mogočih kombinacij ključa. 
3 Napad z grobo silo je tehnika razbijanja gesel, s katero napadalec sistematično s programom 
preveri vse možne kombinacije številk in črk ter s tem poskuša uganiti pravilno geslo. Druga možnost 
je ta, da napadalec poskuša uganiti ključ, ki je z različnimi postopki ustvarjen iz gesla, pri čemer uporabi 
ključno izpeljavo funkcij (angl. exhaustive key search). 
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def make_password(password):  
    password = password.encode('utf -8')  
    hash = hashlib.md5(password).hexdigest()  
    return hash 
 
def  check_password(hash,  password):  
    generated_hash = make_password(password)  
    return hash == generated_hash   
Najprej izračunamo vrednost hash za znakovni niz »test« ter ga nato primerjamo 
z drugim znakovnim nizom »TEST«. Ker sta si znakovna niza različna, mora funkcija 
za preverjanje check_password vrniti boolean vrednost »False«.  
>>> hash = make_password( 'test' )  
>>> hash 
'098f6bcd4621d373cade4e832627b4f6'  
>>> check_password(hash,  ' test' )  
True 
>>> check_password(hash,  'TEST')  
False   
5.2  Registracija 
Registracijo novega uporabnika lahko opravimo na dva načina, in sicer s 
pomočjo ukazne vrstice ali z zahtevo na API. Ukazna vrstica je namenjena začetni 
inicializaciji uporabnika, ki je tipa »superuser«, vse ostale uporabnika lahko dodamo 
kasneje preko grafičnega vmesnika.  
 
Primer ukaza v ukazni vrstici, ki ustvari novega uporabnika: 
manage.py createsuperuser --username=admin --email=admin@dms.si   
Drugi način ustvarjanja novega uporabnika je preko izpolnjevanja obrazca na 
grafičnem vmesniku, ki je prikazan na sliki 5.1. Postopek registracije uporabnika 
zaključimo s pritiskom na gumb »Register«, s čemer se ustvari zahteva na API: 
http POST http://127.0.0.1:8000/auth/registration/  
{  
    "username": "admin",  
    "emai l" :  "admin@dms.si",  
    "password1": "geslo",  
    "password2": "geslo"  
}   
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Preverjanje polj je del zalednega dela sistema, kjer se za registracijo novega 
uporabnika preveri: 
 obstoj uporabnika z uporabniškim imenom; 
 obstoj uporabnika z elektronskim naslovom; 
 ujemanje vnešenih gesel. 
 
Na sliki 5.1 in 5.2 sta prikazana izpolnjena obrazca za ustvarjanje novega 
uporabnika s pripadajočim uporabniškim imenom, geslom in elektronskim naslovom. 
Ker smo uporabnika predhodno že ustvarili, se nam prikaže sporočilo, ki opisuje 
napaki zalednega dela aplikacije, in sicer, da uporabnik s tem uporabniškim imenom 
in elektronskim naslovom že obstaja. Nato vnesemo drugo uporabniško ime ter geslo, 
vendar smo se pri vnosu gesel zmotili, zato nas sistem opozori, da se vnešeni gesli ne 
ujemata. 
 
Slika 5.1:  Registracija uporabnika, kjer je prikazano sporočilo, da uporabnik s tem geslom in 
uporabniškim imenom že obstaja 
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Slika 5.2:  Registracija novega uporabnika, kjer je prikazano sporočilo, da se vneseni gesli ne ujemata 
Ob pravilno izpolnjenem obrazcu za registracijo novega uporabnika se nam 
prikaže sporočilo, da je postopek registracije uspešno končan, pri čemer nas sistem 
zaradi varnosti samodejno odjavi iz aplikacije (slika 5.3). 
 
Slika 5.3:  Sporočilo ob uspešni registraciji novega uporabnika 
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5.3  Prijava in odjava iz aplikacije 
Zahtevo za vpis in izpis iz aplikacije oddamo s pritiskom na gumb »Login« 
oziroma »Logout«, ki se nahaja v vrstici menija, ki je na grafičnemu vmesniku 
postavljen desno zgoraj. Slika 5.4 nam prikazuje postopek prijave uporabnika, kjer 
moramo v polji vnesti svoje uporabniško ime ter geslo. V primeru, da geslo ni pravilno 
ali da uporabnik s tem uporabniškim imenom ne obstaja, nas sistem obvesti s 
primernim sporočilom. 
 
Slika 5.4:  Vpis uporabnika v aplikacijo 
5.4  Sprememba ter ponastavitev gesla 
Za spreminjanje uporabniškega gesla poznamo dva mehanizma, in sicer 
spreminjanje znanega gesla ter spreminjanje pozabljenega gesla.  
  
Spreminjanje znanega gesla poteka tako, da izpolnimo obrazec z novimi gesli, 
ki se nahaja v vrstici menija »Profile/Change password« ter pritisnemo gumb »Change 
password« (slika 5.5).   
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Slika 5.5:  Menjava gesla 
Zahtevo za spreminjanje pozabljenega gesla ustvarimo tako, da na obrazcu za 
prijavo v aplikacijo pritisnemo na polje »Forgot your password?« (slika 5.4) ter 
vpišemo uporabnikov elektronski naslov. Sistem nato v bazi uporabnikov najprej 
preveri obstoj uporabnika s tem elektronskim naslovom ter mu nato pošlje sporočilo z 
navodili o ponastavitvi gesla (slika 5.6).  
 
Slika 5.6:  Primer elektronskega sporočila z navodili o ponastavitvi gesla 
Na sliki 5.7 je prikazan obrazec za ponastavitev gesla, ki je sestavljen iz novega 
gesla, vrednosti »uid« (šifrirana uporabnikova vrednost ID) ter žetona (angl token). 
Django uporablja deterministični način ustvarjanja žetona, ki se ne shranjuje v 
uporabniško bazo.  
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Vsakič, ko uporabnik zahteva ponastavitev gesla, se ustvari nov žeton, ki je 
sestavljen iz: 
 uporabnikove vrednosti ID; 
 gesla; 
 časovnega žig zadnje prijave v aplikacijo; 
 trenutnega časovnega žiga. 
 
Slika 5.7:  Obrazec za ponastavitev gesla 
Da zagotovimo primeren nivo varnosti pri dodeljevanju žetona, morajo biti 
izpolnjeni naslednji pogoji: 
 uporabnik ne more ustvariti svojega žetona sam; 
 žeton ima svojo dobo veljavnosti; 





6  Upravljanje z merilnimi podatki 
Blok za upravljanje s podatki nam omogoča enostaven način za programsko 
interakcijo s podatki merilnih naprav. Kot smo že omenili, smo za shranjevanje 
podatkov pripravili sistem ločenih baz. Zadnji (najnovejši) podatki iz merilnih postaj 
se beležijo v manjši bazi, ki se zaradi hitrosti branja oziroma pisanja nahaja v bralno-
pisalnem pomnilniku (angl. Random Access Memory, RAM) mini računalnika. S tem 
smo odpravili tudi težavo velikega števila vpisov na samo SD kartico, pri čemer vsaka 
meritev predstavlja dva vpisa, in sicer en vpis v bazo zadnjih podatkov ter en vpis v 
arhivsko bazo. V arhivskih bazah se kronološko shranjujejo vse meritve, ki so bile 
sprejete s strani merilnih postaj. 
6.1  Zaledni del 
Blok je sestavljen iz dveh objektov, in sicer iz objekta za interakcijo z bazo z 
zadnjimi podatki ter iz objekta za interakcijo z arhivskimi bazami. Vsaka izmed 
naslednjih funkcij objektov igra ključno vlogo pri izgradnji končnih poti za API: 
 inicializacije baz; 
 seznam vseh naprav; 
 seznam vseh kanalov; 
 seznam vseh ali posameznih meritev; 
 shranjevanje novih meritev; 
 brisanje posameznih meritev, naprav ali kanalov. 
 
Inicializacija. V inicializaciji objektov smo uporabili inicializacijske funkcije 
knjižnice Sqlite3. Funkcija najprej preveri obstoj baze z zadnjimi podatki ter vrne 
izjemo (angl. exception), če ta baza ne obstaja. Uporabili smo dve zanimivi nastavitvi 
knjižnice, in sicer detect_types ter row_factory. Prva nam samodejno razčleni 
deklarirane tipe za vsak stolpec v bazi – na primer datum pravilnega formata v 
tekstovni obliki se pretvori v objekt tipa datetime. Druga nastavitev nam omogoči, da 
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pridobimo zahtevo (angl. query) iz baze v obliki slovarja in ne n-terice. Slednja rešitev 
nam omogoči bolj pregledno in hitrejše posredovanje zahtev iz baze na API. 
class ActualDb(object) :  
    def  __init__(self ,  create=False,  detect_types=False):  
        db_f i lepath = const.ACTUALDB  
        i f  not os.path.exists(db_fi lepath)  and create == False:  
            raise F i leNotFoundError  
        i f  detect_types:  
            self ._conn = sqli te3.connect(db_fi lepath,       
detect_types=sql ite3.PARSE_DECLTYPES)  
        else:  
            self ._conn = sqli te3.connect(db_fi lepath)  
        self ._conn.row_factory = lambda c,  r:  dict([(col[0],  r[ idx])  for idx,  col in 
enumerate(c.description)])  
        self ._cursor = sel f ._conn.cursor()   
Pridobitev meritev. Oba objekta vsebujeta funkcijo za pridobitev podatkov 
get_data, ki nam vrne vse meritve iz baze zadnjih podatkov ali arhivskih baz. Funkciji 
vrneta vse zadetke v bazah ter meritve uredita po padajoči časovni znački. Zaradi 
velike količine meritev v arhivskih bazah smo v funkcijo vključili filtriranje, in sicer 
filtriranje po imenu naprave, časovni osi ali številu vrstic v bazi. Filtre smo uporabili 
pri klicih na API, da smo pridobljene podatke lažje uporabili za izris grafov. Najbolj 
pogosto je uporabljen filter za prikaz meritev tekočega meseca ali tekočega leta. Ob 
velikem številu meritev so filtri zelo primerna rešitev za zmanjšanje količine prenosa 
podatkov med odjemalcem in strežnikom. 
Primer klica na API, ki vrne seznam vseh podatkov v bazi z zadnjimi podatki: 
GET /api/data/  
[  
    {  
        " id" :  "Testn iMerilnik.T",  
        "value": 35.0,  
        "t imestamp": "2018-11-08 11:10:04",  
        "unit":  "stC"  
    } ,  
    {  
        " id" :  "Testn iMerilnik.h",  
        "value": 1132.0,  
        "t imestamp": "2018-11-08 18:17:31",  
        "unit":  "mm" 
    }  
]   
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Za klic na API, ki vrne vse podatke iz arhivskih baz, ki ustrezajo uporabljenemu 
filtru smo izbrali merilni kanal »TestniMerilnik.T«, ki smo ga po dnevni časovni osi 
filtrirali s parametrom range_type=days, pri čemer smo želeli pridobiti vse podatke za 
zadnji dan s parametrom range=1. Primer klica je:  
GET /api/data/TestniMerilnik_T/?range_type=days&range=1  
[  
    {  
        " id" :  "Testn iMerilnik.T",  
        "value": 18.53,  
        "t imestamp": "2018-11-08 07:33:10",  
        "unit":  "stC",  
        "archive_data": [  
            [21.32,  "2018-11-08 06:33:10"],  
            [18.53,  "2018-11-08 07:03:10"],  
            [ . . . ]  
        ]  
    }  
]   
Zmanjševanje števila podatkov. Čas izrisa grafa na grafičnemu vmesniku je 
pogojen s skupnim številom meritev vseh naprav, ki jih želimo prikazati na grafu. 
Daljši kot je ta čas, slabša je uporabniška izkušnja. Za izboljšanje časa izrisa smo 
pripravili preprost algoritem krčenja podatkov, kjer poljubno število podatkov 
zmanjšamo na neko vnaprej definirano število, pri čemer ne pride do izgub na 
relevantnosti samih meritev. Za primer lahko vzamemo nek splošen primer 
spremljanja temperature na določenem merilnem objektu. Pojav opazujemo za 
obdobje enega leta z vzorčnim časom enkrat na minuto (skupno število meritev tako 
znaša 525600). Naš cilj je izris grafa iz dobljenih meritev, ki morajo nujno vsebovati 
vse lokalne maksimume ter minimume, saj so ti zelo pomembni za nadaljnjo študijo 
merilnega objekta. Pri izrisu grafa na uporabniškem vmesniku smo se omejili, da je 
največje število meritev, ki jih prikažemo na grafu, 100000. 
Primer enostavnega ter hitrega algoritma, ki zmanjša število podatkov iz 
osnovnih 525600 na 100000, je razdelitev vhodnih podatkov na 50000 enakih delov, 
pri čemer iz vsakega vzame minimum ter maksimum: 
6.1  Zaledni del 42 
 
def _downsample(self ,  data):  
    number_of_chunks = 50000 
    chunk_size = int( len(data)  / number_of_chunks)  
    downsampled_data = []  
    for i  in  range(0,  len(data),  chunk_size):  
        chunk_data = data[i: i  + chunk_size]  
        i f  len(chunk_data)  == 1:  
            downsampled_data.append(chunk_data)  
        else:  
            downsampled_data.append(min(chunk_data,  key = lambda t:  t[1]))  
            downsampled_data.append(max(chunk_data,  key = lambda t:  t[1]))  
    return downsampled_data   
Shranjevanje novih meritev. Namen funkcije je lažje ter bolj enotno 
shranjevanje novih meritev, ki niso direktno vezane na serijski port mini računalnika. 
Interno se funkcija uporablja za shranjevanje meritev temperature znotraj ohišja mini 
računalnika, z dodanim AD pretvornikom pa lahko shranjujemo tudi stanje baterije ter 
porabo celotnega vezja. Uporabnik lahko doda meritve iz drugih merilnikov, ki ne 
spadajo pod strojno opremo podjetja, pri čemer spletno aplikacijo uporabi le za 
hranjenje ter prikaz podatkov. 
Primer klica na API, ki shrani novo meritev v podatkovne baze, pri čemer mora 
klic vsebovati: 
 ime naprave; 
 vrednost meritve; 




   " id":  "TestniMeri lnik .T",  
   "value": 1,  
   "unit" :  "stC",  
   "t imestamp": "2018-04-10 12:00:00" 
}   
Brisanje podatkov. Funkcija izbriše podatke oz. jih premakne v koš izbranega 
merilnega kanala. Primer zahteve na API, ki izbriše podatke za merilni kanal 
»»TestniMerilnik.T«« ter obvesti uporabnika, da so bili podatki uspešno izbrisani:  
DELETE /api/data/TestniMerilnik_T/  
{  
    "detai l" :  "Data moved to trash folder."  
}   
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Seznam naprav ter kanalov. Funkcija vrne seznam merilnih naprav ter 
njihovih kanalov iz baze z zadnjimi podatki. Uporabljena je na strani grafičnega 
vmesnika, kjer si uporabnik lahko izriše graf posamezne naprave, nastavi njene 
parametre ter posamezne alarme. 
6.2  Čelni del 
Čelni del bloka za upravljanje s podatki je namenjen grafični interakciji med 
uporabnikom in merilnimi postajami ter njihovimi meritvami. Zajema dva glavna 
pogleda, in sicer: 
 grafični izris podatkov (slika 6.4); 
 pregledno ploščo (angl. dashboard), kjer so v tabeli prikazane vse najnovejše 
meritve ter alarmna stanja (slika 6.1). 
6.2.1  Pregledna plošča 
Pregledne plošče so običajno eden od sestavnih gradnikov grafičnega vmesnika 
spletnih aplikacij. Preko uporabe indikatorjev, grafov, tabel in seznamov nudijo hiter 
grafični pregled nad objekti, ki so pomembni za dotični tip spletne aplikacije. S 
pomočjo podatkovne baze se pregledne plošče osvežujejo ter s tem uporabnika 
seznanjajo z najnovejšimi informacijami sistema. Na sliki 6.1 je prikazana pregledna 
plošča razvite spletne aplikacije, ki vključuje seznam vseh merilnih postaj z zadnjimi 
izvedenimi meritvami. Seznam je prikazan v obliki tabele, ki vsebuje naslednje 
informacije: 
 ime merilne naprave; 
 ime merilnega kanala naprave; 
 vrednost meritve; 
 merilna enota; 
 časovni žig meritve; 
 seznam generiranih alarmov; 
 izbirnik (angl. selector). 
 
Pregledna plošča se osvežuje enkrat na dve sekundi in sicer tako, da se iz čelnega 
dela sistema pošlje zahteva na API (»/api/data/«), ki vrne seznam najnovejših podatkov 
vseh merilnih naprav z alarmnimi stanji, ki so vezani na posameznega uporabnika. Če 
je podatek nov, kar pomeni, da ima spremenjen časovni žig meritve, se bo njegova 
vrstica za dve sekundi obarvala s svetlo modro barvo, kot je to prikazano na sliki 6.2. 
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Slika 6.1:  Pregledna plošča vseh merilnih postaj 
 
Slika 6.2:  Pregledna plošča iz katere so razvidni ravnokar prejeti podatki, ki se za dve sekundi 
obarvajo z modro barvo 
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6.2.2  Graf 
Poleg pregledne plošče poznamo še grafični način prikaza merilnih podatkov z 
uporabo interaktivnega grafa, pri čemer smo uporabili knjižnico Plotly. Na sliki 6.3 je 
prikazana pregledna plošča, kjer lahko uporabnik s pritiskom na gumb »Chart« izriše 
graf podatkov za enega ali več merilnih kanalov, pri čemer lahko izbira med različnimi 
filtri izrisa: 
 izris za obdobje enega meseca; 
 izris za obdobje treh mesecev; 
 izris za obdobje šest mesecev; 
 izris za obdobje enega leta; 
 izris zadnjih 100000 podatkov; 
 izris vseh podatkov. 
 
Izris grafa smo z uporabo filtrov razčlenili po različnih časovnih obdobjih ter 
številu vrstic v podatkovni bazi. Uporabnik lahko sam izbere kakšen filter želi 
uporabiti, pri čemer uporaba filtra močno spremeni čas, ki je potreben za izris 
podatkov. Velika količina podatkov pomeni, da bo zaledni del, za branje podatkov iz 
vseh podatkovnih baz, potreboval več časa.  
 
Slika 6.3:  Pregledna plošča, pri čemer uporabnik izbere enega izmed filtrov za izris grafa 
Ob uporabnikovi zahtevi za izris grafa podatkov se v zaporednem vrstnem redu 
izvedejo naslednje operacije: 
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 inicializacija polja div v novem oknu, kjer bo izrisan graf; 
 prenos podatkov iz zalednega dela na čelni del sistema; 
 preoblikovanje surovih podatkov v primeren format; 
 izris grafa v polju div z uporabo knjižnice Plotly. 
 
Slika 6.4 prikazuje izrisan graf podatkov dveh merilnih kanalov in zajema 
naslednje lastnosti: 
 osvežitev podatkov vsake 2 sekundi; 
 zumiranje (angl. zoom in, zoom out); 
 primerjava podatkov med osmi; 
 prikaz najbližje točke na grafu in njene vrednosti; 
 posnetek grafa (angl. screenshot). 
 
Slika 6.4:  Primer izrisanega grafa dveh merilnih kanalov 
Spodnji primer kode prikazuje funkcijo, ki izriše graf podatkov v določeno div 
polje. Vhodni podatki funkcije so merilni podatki, ime grafa ter ime polja div, kamor 
želimo izrisati graf. V funkcijo lahko vnesemo poljubno število naprav in njenih 
podatkov, ki so nato prikazani na istem grafu. 
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var service = {  
    'drawChart' :function(div,  dataToPlot,  t i t le){  
        var layout = {  
        t i t le:  t i t le,  
        showlegend: true};  
        var traces = [] ;  
        for (var key in dataToPlot){  
            var values = []  
            var t imestamps = []  
        for (var i=0; i<dataToPlot[key][ 'archive_data']. length; i++){  
            values.push(dataToPlot[key][ 'archive_data'][ i ] [0])  
            t imestamps.push(dataToPlot[key][ 'ar chive_data'][ i] [1])  
        } ;  
        var i tem = {  
            y:  va lues,  
            x :  t imestamps,  
            name: key,  
            type: ' l ine'} ;  
        traces.push( item) }  
    P lotly.newPlot(div,  traces,  layout);  
    }  
}   
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7  Sistem za alarmiranje 
Pomemben segment celotnega sistema je sistem za alarmiranje. Sistem omogoča 
dva tipa alarma: 
 alarm, ki se sproži v primeru, da vrednost meritev preseže eno izmed vnaprej 
določenih mej; 
 alarm, ki se sproži kadar v časovno določenem intervalu ni zabeležene meritve. 
 
Uporabnik je za oba tipa alarma obveščen na dva načina, in sicer: 
 preko elektronskega sporočila (slika 7.6); 
 s prikazom indikatorjev v razdelku alarmi na pregledni plošči (slika 7.2); 
7.1  Definiranje presežene vrednosti 
Opredelili smo dva nivoja preseženih vrednosti, in sicer Nivo 1 in Nivo 2 (slika 
7.1). Oba nivoja delujeta ločeno in imata ločene nastavitve, kar pomeni, da ju lahko 
uporabljamo skupaj ali posamezno. Večnivojska struktura je smiselna takrat, kadar si 
lahko dobljene merilne rezultate interpretiramo na različne načine. Tipični primer je 
indikator napetosti na bateriji. Ko pade pod spodnjo mejo je čas, da jo počasi 
zamenjamo, vendar pa ima naprava še dovolj energije, da lahko deluje še nekaj časa. 
Kadar pade napetost na bateriji pod drugo spodnjo mejo, ki jo označimo kot kritična 
meja, pa bo naprava vsak trenutek prenehala delovati. Opisano delovanje nivojev je 
prikazano na sliki 6, pri čemer so uporabljene naslednje meje:  
 zgornja meja H (high); 
 spodnja meja L (low); 
 histereza zgornje meje H-hist (high histeresis); 
 histereza spodnje meje L-hist (low histeresis); 
 druga zgornja meja HH (high high); 
 druga spodnja meja LL (low low); 
 histereza druge zgornje meje HH-hist (high high histeresis); 
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 histereza druge spodnje meje LL-hist (low low histeresis). 
 
Slika 7.1:  Definiranje preseženih vrednosti 
Določanje meje. Meja se določi s parametri L, H, LL in HH, pri čemer se lahko 
uporabi samo eden izmed parametrov. Histereza posamezne meje je določena s 
parametri L-hist, H-hist, LL-hist ter HH-hist. V primeru, da je uporabljena histereza 
meje, se mora za deaktivacijo alarma upoštevati nova meja, ki je povečana oziroma 
zmanjšana za vrednost histereze. Uporaba histereze je smiselna takrat, kadar se 
meritve lahko dalj časa ponavljajo zelo blizu ene izmed mej. Brez uporabe histereze 
bi vsaka manjša sprememba pomenila ponovno aktivacijo ter deaktivacijo alarma, kar 
lahko povzroči veliko količino elektronskih sporočil ter posledično manj pregleden 
sistem. 
 
Aktivacija alarma. Alarm se aktivira, kadar je vrednost meritve izven področja 
normalnega delovanja (zelen pas na sliki 7.1). Ob aktivacija alarma se na pregledni 
plošči v razdelku »Alarmi« prikaže eden izmed indikatorjev (slika 7.2) ter uporabniku 
pošlje elektronsko sporočilo (slika 7.6).  
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Deaktivacija alarma. Alarm se deaktivira, kadar je vrednost meritve znotraj 
področja normalnega delovanja. Meje za prehod med stanji alarma so opredeljene v 
razdelku »Določanje meje«. Ob deaktivaciji alarma se na pregledni plošči v razdelku 
»Alarmi« indikator obarva z zeleno barvo z napisom »Ok« (slika 7.2) ter pošlje 
elektronsko sporočilo o prekinitvi alarma.   
 
Slika 7.2:  Primer različnih tipov alarmov na pregledni plošči 
Na sliki 7.3 so prikazane splošne nastavitve alarmov, ki zajemajo: 
 elektronski naslov na katerega se pošiljajo sporočila (Email); 
 vklop/izklop pošiljanja elektronskih sporočil s poročilom o trenutno 
aktivnih alarmih (Summary report); 
 nastavljivo konstanto, ki določa čas pošiljanja poročila (Summary report 
time [min]); 
 časovno značko ob kateri je bilo poročilo poslano (Summary report 
timestamp). 
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Slika 7.3:  Splošne nastavitve alarmov 
Na sliki 7.4 so prikazane nastavitve, ki označujejo nivo resnosti posameznega 
alarma. Vsak izmed nivojev predstavlja ločen tip alarma, pri čemer ima vsak tip ločene 
nastavitve. Ob aktivaciji alarma, se v polju »Alarms« na pregledni plošči za vsakega 
izmed nivojev izpiše ime nivoja aktiviranega alarma, pri čemer je vsak različen nivo 
obarvan z drugo barvo (slika 7.2). Nivoji resnosti alarma so sledeči: 
 informacijski alarm (Info) – modra barva; 
 manjši alarm (Minor) – oranžna barva; 
 večji alarm (Major) – rdeča barva. 
 
Za vsakega izmed nivojev resnosti alarma lahko ločeno nastavimo naslednje 
parametre: 
 vklop/izklop elektronskega obveščanja (Email notifications); 
 časovni kriterij pošiljanja elektronska sporočila (Notify): 
o prvič kadar se aktivira alarm in nikoli več (Once); 
o vsakič kadar je alarm aktiviran in je na voljo nova meritev (Every 
time); 
o periodično (Periodically); 
 v primeru, da je izbrano periodično obveščanje, se nastavi tudi časovno 
periodo (Period time [min]). 
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Slika 7.4:  Nastavitve stopnje resnosti alarma 
Na sliki 7.5 je prikazan primer nastavljenih alarmov za posamezne naprave. 
Nastavitev novega alarma dodamo s pritiskom na gumb »Add alarm«. Vsak uporabnik 
ima lahko za posamezen merilni kanal nastavljen en alarm. 
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Slika 7.6 predstavlja primer elektronskega sporočila generiranih alarmov, ki 
vsebujejo naslednje informacije: 
 ime strežnika; 
 serijska številka strežnika; 
 uporabniško ime; 
 tabelo generiranih alarmov v katerih so zajete lastnosti: 
o ime naprave (Device); 
o vrednost meritve (Value); 
o časovni žig meritve (Timestamp); 
o tip resnosti alarma (Severity); 
o polje, kjer je označeno ali gre tudi za alarm časovnega okna 
(Time window); 
o status alarma (Status). 
 
 
Slika 7.6:  Primer elektronskega sporočila z vsebovanimi alarmnimi stanji naprav 
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8  Omrežne nastavitve 
Omrežne nastavitve se nanašajo na tisti del sklopa nastavitev, ki mini 
računalniku omogočajo povezavo z ostalimi napravami v omrežju. Z uporabo večih 
nastavitvenih datotek lahko spremenimo ter prilagodimo posamezne parametre, ki so 
pomembni za uspešno povezavo mini računalnika v neko omrežje. V primeru, da 
okoliščine ne dopuščajo fizične povezave mini računalnika v omrežje, lahko do njega 
dostopamo preko brezžične dostope točke (angl. wireless hotspot). 
 
Na sliki 8.1 so prikazane omrežne nastavitve, ki zajemajo: 
 ime gostitelja (Hostname); 
 seznam DNS strežnikov (DNS); 
 statično IP številko (Static IP); 
 nastavitve dostopne točke (Wifi hotspot). 
 
Ime gostitelja. Ime gostitelja se nanaša na ime, ki se dodeli napravi, ko se 
poveže v računalniško omrežje. V operacijskem sistemu Linux je za dodelitev imena 
gostitelja na voljo nastavitvena datoteka »/etc/hostname«. Da spremenimo ime, 
moramo v to datoteko vnesti želeno ime ter ponovno zagnati mini računalnik.  
 
DNS. Sistem domenskih imen je hierarhično decentraliziran sistem 
poimenovanja naprav za računalnike, storitve in druge vire, ki so priključeni na 
internet ali zasebno omrežje. Omogoča pretvorbo poimenovanih domenskih imen v 
numerične IP naslove, ki so pomembni za lociranje določene entitete v omrežju. 
Datoteka, ki skrbi za DNS naslove je »/etc/resolv.conf«. V njej so na voljo tri različne 
direktive, ki so pomembne za pretvorbo alfanumeričnih domenskih imen v numerične 
IP naslove, in sicer: 
 nameserver – parameter, ki kaže na nek IP naslov imena strežnika (angl. Name 
Server). Ime strežnika je lahko javno ime strežnika (angl. public Name Server) 
7.1  Definiranje presežene vrednosti 56 
 
ali ime strežnika ponudnika internetnih storitev ISP (angl. Internet Service 
Provider, ISP) [10];  
 domain – lokalno ime domene [10]; 
 search – iskanje seznama imenov domen [10]. 
 
Statični IP naslov. Spletni strežnik je dosegljiv na statičnem oziroma 
dinamičnem IP naslovu, ki je običajno dodeljen s strani usmerjevalnika, na katerega 
je priključen strežnik. V nekaterih posebnih primerih pa usmerjevalnik ne omogoča 
dodelitve dinamičnih oziroma statičnih naslovov, zato je potrebno to storiti na mini 
računalniku, pri čemer se uporabi nastavitvena datoteka »/etc/dhcpcd.conf«. 
Primer nastavitve statične IP številke za ethernet priključek [11]: 
# Dodane vrstice v datoteki /etc/  dhcpcd.conf  
interface eth0  
static  ip_address=192.168.1.100/24 
static  routers=192.168.1.1  
static  domain_name_servers=192.168.1.1   
Brezžična dostopna točka. Običajno je dostop do spletnega strežnika 
omogočen preko obstoječe omrežne povezave, vendar obstajajo določeni primeri, kjer 
je omrežna povezava težko dostopna. Za ta namen ima sistem možnost, da vzpostavi 
lastno brezžično točko, na katero se uporabnik lahko poveže z mobilnim telefonom ali 
prenosnim računalnikom. Za ustvarjanje brezžične dostopne točke smo uporabili dva 
programa, in sicer: 
 Dnsmasq je program, ki je namenjen vzpostavitvi omrežne infrastrukture za 
mala omrežja. Gre za lahek (angl. lightweight) DNS, TFTP (angl. Trivial File 
Transfer Protocol, TFTP) PXE (angl. Preboot Execution Environment, PXE) 
in DHCP (angl. Dynamic Host Configuration Protocol, DHCP) strežnik ter je 
zelo primeren za ustvarjanje brezžične dostopne točke na mobilnih telefonih 
ali računalnikih. Nastavitve se nahajajo v nastavitveni datoteki 
»/etc/dnsmasq.conf«, ki vsebuje tip povezave ter obseg DHCP naslovov; 
 Hostapd, ki skrbi za avtentikacijo uporabnikov za omrežja IEEE 802.11. 
Nastavitvena datoteka »/etc/hostapd/hostapd.conf« vsebuje ime omrežja, tip 
zaščite omrežja ter geslo za dostop do omrežja.   
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9  Prenos podatkov v oblak 
Storitve v oblaku (angl. cloud services) postajajo vse bolj priljubljena rešitev za 
shranjevanje podatkov merilnih postaj. Na voljo so številni ponudniki, ki ponujajo 
tovrstne storitve, vendar ima vsaka izmed storitev svoje prednosti ter pomanjkljivosti. 
Za naš sistem smo si izbrali ponudnika Google s storitvijo Drive [12].  
 
Mehanizem samega prenosa podatkov v oblak je razdeljen na dva segmenta, in 
sicer: 
 prenos datoteke tipa JSON z vsebovanimi podatki v oblak; 
 zagon funkcije s pomočjo Google Apps Script v oblaku, ki podatke razčleni v 
posamezne datoteke naprav, pri čemer vsak merilni kanal merilnika predstavlja 
svojo datoteko. 
9.1  Postopek prenosa 
Najprej moramo željeno napravo – mini računalnik pripraviti za prenos podatkov 
v oblak Google Drive. Potrebne začetne operacije so kreiranje avtorizacijske datoteke, 
ki skrbi za uspešno povezavo med oblakom in mini računalnikom ter priprava mape v 
oblaku, kamor se bodo shranjevali želeni podatki.  
 
Ob zahtevi za prenos se zažene funkcija, ki prebere vse želene podatke iz 
podatkovnih baz posameznih naprav ter jih shrani v tekstovno datoteko tipa JSON. 
Podatki se prenašajo po posameznih sklopih - vedno samo tisti, ki še niso preneseni. 
Vsaki merilni napravi se ob uspešnem prenosu v oblak zabeleži časovni žig prenosa. 
Prenesejo se torej samo tisti podatki, pri katerih je časovni žig meritve večji od 
časovnega žiga nazadnje uspešno prenesenih podatkov. S tem zagotovimo, da 
podatkov, ki smo jih predhodno že prenesli, ne prenašamo ponovno. Poleg meritev, se 
v datoteko shrani tudi oznaka mape v oblaku, ki smo jo pripravili ob inicializaciji 
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prostora v oblaku. Datoteka se nato pošlje v oblak, kjer se ob uspešnem prenosu zažene 
funkcija, ki razvrsti pridobljene podatke med obstoječe.  
 
Razvrščanje podatkov deluje tako, da se najprej preveri obstoj datoteke z 
imenom posamezne merilne naprave. V primeru, da datoteka ne obstaja, se ustvari 
nova in se vanjo vpišejo podatki. Ustvarjena datoteke je tipa CSV, v kateri si podatki 
sledijo kronološko, in sicer tako da je najprej napisan časovni žig meritve nato pa 
vrednost meritve, ki sta med seboj ločena z vejico. V primeru da datoteka obstaja, pa 
se vanjo po kronološkem zaporedju dodajo novi podatki. S tem se postopek 
razvrščanja ter prenosa podatkov v oblak zaključi. 
9.2  Čelni del 
Za prenosa podatkov v oblak smo pripravili dva sklopa nastavitev, pri čemer se 
prvi nanaša na splošne nastavitve, drugi pa na nastavitve za posamezno merilno 
napravo.   
 
Splošne nastavitve so prikazane na sliki 9.1 ter zajemajo naslednje lastnosti: 
 vklop/izklop prenosa v oblak (Enabled); 
 ime direktorija v oblaku (Drive folder name); 
 časovna konstanta prenosa (Sync time); 
 časovna konstanta ponovitve prenosa v primeru, da je bil prenos neuspešen 
(Sync time retry); 
 časovni žig uspešnega prenosa podatkov v oblak (Last synced timestamp). 
 
Posamezne nastavitve naprav za prenos podatkov so prikazane na sliki 9.2. S 
pritiskom na gumb »Add device« dodamo nastavitve nove merilne naprave, ki 
zajemajo naslednje lastnosti: 
 ime naprave, ki jo želimo prenesti (Device); 
 opcijsko dodan opis naprave (Description); 
 omogočanje prenosa v oblak za posamezno napravo (Sync enabled); 
 časovni žig uspešnega prenosa podatkov v oblak (Synced timestamp). 
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Slika 9.1:  Nastavitve prenosa v oblak 
 




10  Sistemske nastavitve 
Sistemske nastavitve spadajo pod splošne nastavitve, ki jih lahko spreminja 
samo uporabnik tipa »Superuser«. Obsegajo nekatere nastavitve delovanja celotnega 
sistema ter nekaj splošnih informacijskih polj. 
 
Slika 10.1:  Sistemske nastavitve 
 
Čelna plošča sistemskih nastavitev je prikazana na sliki 10.1 in zajema: 
 ime mini računalnika (Device name); 
 način delovanja mini računalnika (Software mode): 
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o normalen, pri čemer je internetna povezava na voljo (Normal); 
o GPRS, pri čemer se internetna povezava vzpostavi z GPRS modulom 
(Gprs); 
o Ekonomičen, ki predstavlja prenosno verzijo sistema z nameščenim 
akumulatorjem in sončnimi celicami (Economic). 
 nastavitev naslova GPRS modula (Gprs modem address); 
 serijska številka naprave (Serial number); 
 verzija sistema (Software version); 
 časovni žig zadnje posodobitve (Last updated software). 
 
Na spodnjem delu čelne plošče se nahajata dva gumba in sicer gumb za 
posodobitev »Check for update« ter gumb za ponoven zagon mini računalnika »Restart 
system«. 
10.1  Posodabljanje sistema 
Za razvoj programske rešitve smo uporabili številne že omenjene programske 
jezike oziroma pakete. Zaradi lažjega razvoja ter sledenja izvorni kodi, smo uporabili 
odprtokodni sistem Git, ki je namenjen nadzoru in upravljanju z različnimi različicami 
izvorne kode. Git struktura nam daje vpogled v celotno zgodovino verzij sistema ter 
nam tako omogoča lažji ter bolj pregleden razvoj programske rešitve. Za gostitelja 
sistema Git smo si izbrali spletno storitev GitHub.  
 
Sistem posodobimo na najnovejšo izvorno kodo s pomočjo ukaza »git pull« v 
ukazni vrstici (angl. command line), kateremu sledi ime veje na kateri se nahaja 
programska koda. Posodobitev sistema na najnovejšo različico poteka v sledečih 
korakih: 
 prenos zadnje izvorne kode z ukazom »git pull origin master/development«; 
 migracija podatkov ogrodja Django iz modelov v relacijsko bazo, pri čemer se 
samodejno kreirajo, izbrišejo ali spremenijo vse potrebne vrstice in tabele v 
bazi; 
 kopiranje spremenjenih statičnih komponent (čelni del sistema) iz direktorija 
vira v direktorij, ki je namenjen branju strežnika Apache; 
 posodobitev indikatorskega polja, ki označuje verzijo sistema; 
 posodobitev indikatorskega polja, ki označuje časovni žig zadnje posodobitve; 
 ponovni zagon strežnika Apache. 
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11  Zaključek 
V magistrski nalogi smo predstavili celoten merilni sistema, pri čemer smo 
izpostavili razvoj spletne aplikacije. Opredeljena je vsa uporabljena strojna ter 
programska oprema s poudarkom na uporabljeni programski opremi, programskih 
jezikih ter ogrodij, ki so bili uporabljeni za razvoj spletne aplikacije. Opisani so vsi 
posamezni sklopi aplikacije, ki so potrebni za delovanje celotnega sistema. Spletno 
aplikacijo smo ločili na zaledni del, za katerega smo uporabili programski jezik Python 
ter ogrodje Django, ter čelni del, za katerega smo uporabili ogrodje AngularJS.   
 
Pri izdelavi magistrske naloge smo dosegli vse predvidene cilje, kljub temu, da 
smo se soočili s številnimi  težavami, ki so povezane s splošnimi omejitvami mini 
računalnika. Z izvedbo celotnega dela smo zadovoljni, saj so izvedeni testi pokazali 
nemoteno delovanje sistema. Zaposleni v podjetju razvit sistem uporabljajo za namen 
lažjega ter bolj preglednega spremljanja meritev iz merilnih postaj, pri čemer so o 
prekoračenih vrednostih meritev obveščeni preko elektronskega sporočila.  
 
Razvita spletna aplikacija nam predstavlja zelo dobro izhodiščno točko za 
nadaljnje izboljšave. Nadgrajevanje aplikacije nam tako predstavlja vrsto novih 
izzivov, ki nas čakajo v prihodnje. Posodobitve aplikacije zajemajo ustvarjanje novih 
funkcij na zalednem in čelnem delu aplikacije, pri čemer so nekatere izmed njih: 
 izboljšan izris grafa podatkov, pri čemer bi lahko uporabnik sam izbral vse 
stilske lastnosti prikazanih črt na grafu, kot so debelina, barva ter tip; 
 samodejno ustvarjanje mesečnih ter letnih poročil za izbrano merilno napravo; 
 izdelava novih preglednih plošč, kjer si lahko uporabnik izbere katere merilne 
naprave želi prikazati ter v kakšni obliki (tabela ali graf); 
 SMS obveščanje o alarmnih stanjih; 
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