The discrete ordered median problem (DOMP) integrates classical discrete location problems, such as the Nmedian, N-center and Uncapacitated Facility Location problems. It was introduced by Nickel (In: Fleischmann B, Lasch R, Derigs U, Domschke W, Rieder U, editors. Operations Research Proceedings 2000, Berlin: Springer, 2001. p. 71-76), who formulated it as both a nonlinear and a linear integer program. We propose an alternative integer linear programming formulation for the DOMP, discuss relationships between both integer linear programming formulations, and show how properties of optimal solutions can be used to strengthen these formulations. Moreover, we present a specific branch and bound procedure to solve the DOMP more efficiently. We test the integer linear programming formulations and this branch and bound method computationally on randomly generated test problems.
Introduction
Discrete location problems have been widely studied, last but not least due to their importance in practical applications. A number of survey articles and textbooks have been written on these problems, see, for example, [1] [2] [3] , and references therein. Discrete location problems typically involve a finite set of sites at which facilities can be located, and a finite set of clients, which demand requests to be supplied from facilities. Even for the simplest of such problems, such as the Capacitated or Uncapacitated Facility Location Problem, which are relatively tractable, new methods and results continue to emerge (see for example [4, 5] ) in an effort to solve larger problems, faster. Variations, such as hub location, are much more challenging, and it is still difficult to solve even modest sized problems to optimality (see for example [6] [7] [8] ). Whilst many problem variations have been considered in the literature, we will focus on problems in which a fixed number of facilities must be located at sites chosen from among the given set of candidate sites, and in which a given client can only be supplied from a single facility. For each client-site pair, there is a given cost for meeting the demand of the client from a facility located at the site.
An interesting feature of discrete location problems is the variety of objective functions that have been considered. The median objective is to minimize the sum of the costs of supplying all clients from the facilities at the selected sites. The center objective is to minimize the maximum cost of supplying a client, from amongst the sites chosen, over all clients. The centdian objective is a convex combination of the median and center objectives; it aims to keep both the total cost and largest cost low. These are the three objectives most frequently encountered in the literature. Despite their common economic model very little is known on the common mathematical structure of the aforementioned location problems. Firstly, it is clear that the objective functions must depend on distances (or allocation costs) but the way these local information affect the location of the new facilities has been hardly studied. Secondly, very little is known about the connection between the difficulty of solving discrete location problems and the type of objective which was chosen.
The increasing need for discrete location models in strategic supply chain planning, see for example [9] , has made it necessary to develop new and flexible location models. To that end, [10] introduced a new type of objective function which generalized the most popular objective functions mentioned above. This objective function applies a penalty to the cost of supplying a client which is dependent on the position of that cost relative to the costs of supplying other customers. For example, a different penalty might be applied if the cost of supplying the client was the fifth-most expensive such cost rather than the second-most expensive. This adds a "sorting" problem to the underlying facility location problem, making formulation and solution much more challenging.
For planar and network location problems the generalized model was studied in [11] [12] [13] [14] [15] . In [10] , a formulation of the discrete case, called the discrete ordered median problem (DOMP), is discussed. A nonlinear integer programming formulation is developed, and a linearization with number of variables and constraints proportional to the number of sites, cubed, is proposed. However, no computation is attempted in [10] , and there is no attempt to determine how effective integer programming approaches can be in solving the DOMP.
In this paper, we look at two different integer linear programming (ILP) formulations for the DOMP. Both have O(M 2 ) constraints, but one uses O(M 3 ) variables, while the other uses only O(M 2 ) variables, where M is the number of clients (and sites). For hub location problems, it was found in [6] that using properties of optimal solutions to eliminate variables and add constraints to the formulation could strengthen it significantly. Here, we are able to strengthen both formulations using properties of optimal solutions. In order to compare the two formulations we generate test problems from eight representative classes. These eight classes attempt to represent the variety of objective functions possible for DOMP, for example, one of the classes uses a median objective while another class uses a trimmed mean objective. By testing the performance of the two ILP formulations on problems from these eight classes, we can get some measure of the degree of difficulty of the different classes and can compare the ILP formulations' performance on each class. Finally, we develop a branch and bound (B&B) algorithm designed using the special structure of our model, using relatively simple lower bounds rather than lower bounds determined by solving an LP. We test the B&B algorithm on a large battery of problems, comparing its performance with that of the ILP approach using a standard solver.
Of the three approaches investigated, we would expect the O(M 3 ) ILP formulation would yield the strongest lower bounds, followed by the O(M 2 ) ILP formulation, with the easily calculated lower bounds used in the branch and bound procedure weakest. (In fact this was not uniformly the case, as we report in detail in Section 5.) However, the order is reversed if we base it on least computational effort required to calculate the bound: the branch and bound method requires only a very easy calculation, followed by the O(M 2 ) ILP formulation, with the O(M 3 ) formulation requiring most effort. The three methods thus explore the trade-off between the quality of bound and computational effort required at each node of the branch and bound tree. In the context of hub location, it was found in [6] that an intermediate position gave the best trade-off, but here that is not the case, as we shall discuss in detail in Sections 5 and 7.
The remainder of the paper is organized as follows. In the next section, we formally describe the DOMP and review the nonlinear formulation of [10] . In Section 3, we present the integer linear formulation already introduced in [10] . Moreover, we introduce an alternative ILP formulation for the DOMP. We go on in Section 4 to discuss properties of optimal solutions, which allow us to strengthen the formulations. In Section 5, we describe our random problem generator, and test problem sets, and present the results of computational experiments with all ILP formulations. A branch and bound method is introduced in Section 6 and numerical results comparing two branching schemes are given. Further computational results for this method and comparison of its performance with that of the integer programming linearizations are given in Section 7. Finally, in Section 8, we summarize our conclusions and give suggestions for further research.
Problem definition and review of previous work

Problem definition
Let A denote the given set of M sites, and identify these with the integers 1, . . . , M, so A = {1, . . . , M}. Let C = (c ij ) i,j =1,...,M be the given non-negative M × M cost matrix, where c ij denotes the cost of satisfying the demand of client i from a facility located at site j. As is customary for location problems, we assume without loss of generality that the set of candidate sites is identical to the set of clients. If this is not the case we can simply introduce dummy clients. Let N M be the number of facilities to be located, at N of the M candidate sites. A solution to the location problem is given by a set of N sites; we use X ⊆ A with |X| = N to denote a solution. We assume that each client will be served by a facility located at a site which yields the cheapest cost of satisfying demand, i.e. given a solution X, we assume that each client i will be supplied from a site j ∈ X such that
What distinguishes the DOMP from a usual single-supplier uncapacitated facility location problem is its objective. This objective applies a linear cost, with coefficient i 0, to the ith cheapest cost of supplying a client, for each i = 1, . . . , M. So in order to calculate the objective, the costs of supplying clients, c 1 (X), . . . , c M (X), must be ordered. We define X to be a permutation on {1, . . . , M} for which the inequalities
hold. We call any such permutation a valid permutation for X. For short we will denote c (X) = (c X (1) 
Note that the linear representation of the DOMP is only pointwise defined, since c X (i) (X) depends on X.
For different choices of we obtain different types of objective functions. To see that the DOMP objective generalizes well known location objectives, note that taking = (1, 1, . . . , 1) makes the DOMP equivalent to the N-median problem; taking = (0, 0, . . . , 0, 1) makes the DOMP equivalent to the Ncenter problem; taking =( , , . . . , , 1) for 0 < < 1 leads to the -centdian problem, which is a convex combination of the median and the center objective functions; and taking = (0, . . . , 0, 1, . . . , 1), where the first M − k entries are zero and the last k entries are one, leads to the k-centra problem of minimizing the average cost of the k most expensive clients. Other objectives may also be of practical interest. One example is to take = (0, . . . , 0, 1, . . . , 1, 0, . . . , 0), where the first k 1 and last k 2 entries are zero, and the middle M −k 1 −k 2 entries are one: this leads to a problem in which the k 1 smallest costs and the k 2 largest costs are disregarded and the average of the middle part, the so-called (k 1 + k 2 )-trimmed mean, which is a robust statistic, is minimized. Another example would be to take = (1, . . . , 1, 0, . . . , 0, 1, . . . , 1), where the first k 1 entries are one, the next M − k 1 − k 2 entries are zero, and the last k 2 entries are one: this leads to the problem of minimizing the sum of the k 1 smallest costs and the k 2 largest costs; the corresponding DOMP searches for a set of N facilities minimizing the average cost for the clients which are very close and very far away. A final example would be to take = (2, 0, . . . , 0, 1): this leads to the problem of minimizing the sum of the largest cost and the smallest cost (counted twice), with all other costs ignored. Clearly, classical location problems can easily be modeled. Moreover, new meaningful objective functions are easily derived, as shown above. An example presented by Nickel [10] shows the great impact that the choice of the objective function has on the optimal location of the new facilities.
Observe that the DOMP is NP-hard, since it is a generalization of the N-median problem, which is NP-hard (see [16] ).
An illustrative example
Consider the DOMP with M = 5, N = 2, and the cost matrix below. 
We show how the objective function value for the case = (0, 0, 1, 1, 0), which yields the (2+1)-trimmed mean problem, is calculated. The optimal solution has facilities located at sites 1 and 4, with the demand of clients 1 and 5 satisfied by facility 1 and the demand of the remaining clients satisfied by facility 4. The associated cost vector is (0, 2, 5, 0, 1). The sorted cost vector is (0, 0, 1, 2, 5) and the optimal objective function value is thus , (0, 0, 1, 2, 5)
Formulation of the problem
We now review the integer programming formulation for this problem given in [10] . This nonlinear model is made up of two components. The first has variables and constraints which correspond to the classical N-median location problem. We use the standard variables y ij = 1 if the demand of client i is satisfied by a facility at site j, 0 otherwise (4) for i, j = 1, . . . , M and
for j = 1, . . . , M, and write
where B = {0, 1}. The second component is used to sort the clients, in order of increasing cost. Variables s ij = 1 if the cost of supplying client j is the ith cheapest such cost, 0 otherwise (6) for each i, j = 1, . . . , M, are used to indicate the ordering. To be a permutation, these variables must satisfy assignment constraints. We let
denote the set of all permutations. Of course, the permutation must be made to order the clients in increasing cost of supply, and the DOMP objective must weight the cost of this supply appropriately. Therefore a bipartite matching problem with the additional sorting constraint (7) has to be solved. This is accomplished via a nonlinear constraint and nonlinear objective function, as follows (see [10] for details).
the sum constraint (12) , so this is omitted. The formulation in x and z variables alone is thus as follows: 
It is not hard to show that (LDOMP 2 ) is a valid formulation of the DOMP.
Strengthening the formulations
In this section, we will present some results to improve the linearizations. These improvements consist of additional constraints, strengthened forms of original constraints, or preprocessing steps, such as fixing some variables to zero, or relaxing integrality requirements on some variables. These help to reduce the computing time required to solve the DOMP, either by reducing the gap between the optimal objective function value and the relaxed LP solution, or by reducing the number of variables for which integrality must be ensured. For some of these properties, we will assume free self-service, i.e. we assume c ii = 0, ∀i = 1, . . . , M. For short we will denote this property by (FSS).
Our first strengthening idea makes use of an existing upper bound z UB on the value of the DOMP, and has some resemblance to standard reduced cost variable fixing ideas. Upper bounds are, of course, easy to come by; any set of N locations yields one. Good upper bounds might be more difficult to obtain, but for our purposes here, we simply assume that some upper bound is available. Consider a client k. Now either the cost of supplying k is going to be among the largest M − m such costs, or the cost of supplying k is going to be among the smallest m costs, in which case the objective value of the problem must be at least M i=m i multiplied by the cost of supplying client k; this value is clearly a lower bound. Obviously, we are only interested in solutions to the problem with objective value less than or equal to z UB , so we are only interested in solutions with either client k's cost ranked m + 1 or higher, or with k supplied from some location j with c kj M i=m i z UB , i.e. with c kj z UB / M i=m i . We formalize this in the proposition below, in which we make use of the following notation for the total cost of some set of sites X:
where X is a valid permutation of X. We also write 
Since C and are both non-negative, we thus have
We have proved the contrapositive of the lemma; the result follows.
In the computational results presented in Section 5 this upper bound (z UB ) is computed by a heuristic method based on variable neighborhood search, see [19] .
We state without proof the following proposition, which will be of use later. (2) , that also satisfies
In other words, there exists X a valid permutation for X such that the first N elements are the open facilities. Consequently,
Notice that the proof is straightforward since we have assumed that costs are non-negative, i.e. c ij 0 for all i, j , so c i (X) 0 for all i ∈ A.
After stating these general properties we will show in the following subsections improvements for the different linearizations introduced.
Improvements for (LDOMP 1 )
In the following we will prove some properties which are fulfilled by optimal solutions of (LDOMP 1 ) and therefore, allow us to derive better formulations.
Lemma 1.
Any optimal solution (x, z) for (LDOMP 1 ) with objective value less than or equal to z UB must satisfy
Proof. Suppose (x, z) is an optimal solution of (LDOMP 1 ). Assume further that it has an objective value less than or equal to z UB ; and there exist m, j , k such that c k j > z UB / M i=m i and z mk j = 1. From the definition of z mk j , see (8) , it follows that site j is in the solution set of sites X induced by (x, z), and that client k is ranked at position m (i.e. X (m) = k ). Furthermore, client k is allocated to the site j , thus c k (
, and so L(X) z UB . Hence by Proposition 1, it must be that
X (k ) = m, so this is a contradiction, and the result is proved.
Lemma 2. If (FSS) holds, then there exists an optimal solution
Proof. Let (x, z ) be an optimal solution of (LDOMP 1 ). Let X be the set of facilities induced by x, i.e. X = {j ∈ A : x j = 1}. We have |X| = N by (17) . Let X be a valid permutation for X, so X satisfies (2). By Proposition 2, we may assume X also satisfies (22), and so Proof. We will proceed by showing that there exists z such that (x, z ) is an optimal solution to (LDOMP 1 ). By the validity of (LDOMP 1 ), we conclude that x must induce an optimal solution to the DOMP.
We firstly let X be the set of facilities induced by x and let X be a valid permutation for X satisfying (22). (Such a permutation exists by Proposition 2). By (22) it must be that
X (j ) ∈ {1, . . . , N} for all j ∈ X, and x j = 0 for all j ∈ {1, . . . , M} with
The proof that z is feasible for (LDOMP 1 ), and that its objective value in (LDOMP 1 ) is no more than that of z, is rather lengthy, and does not require any special insight, so we refer the reader interested in the full detail to [20] .
To conclude, we observe that by Corollary 1, the objective value of z is a lower bound on the value of (LDOMP 1 ): (LDOMP 1 ) with additional constraints (24) and (25) has the same optimal objective value as (LDOMP 1 ) alone, by Corollary 1, and (x, z) solves a relaxation of (LDOMP 1 ) with additional constraints (24) and (25). Since z is feasible for (LDOMP 1 ), the objective value of z is an upper bound on the optimal value of (LDOMP 1 ). But, (as shown in [20] ), the value of z is no greater than that of z. Therefore the value of z must be the optimal value of (LDOMP 1 ) and (x, z ) must be an optimal solution. By the validity of (LDOMP 1 ), x must induce an optimal solution to DOMP.
As a consequence of the results above if (FSS) holds we can add constraints (24) and (25) to (LDOMP 1 ). Moreover, we can replace constraints z ikj ∈ {0, 1} by 0 z ikj 1 for all i = 1, . . . , N and all j, k = 1, . . . , M.
Improvements for (LDOMP 2 )
In the following we will prove some properties which are fulfilled by optimal solutions of (LDOMP 2 ).
Lemma 3. If (x, y, s, w) is an optimal solution for (LDOMP 2 ) with objective value less than or equal to
Proof. Let (x, y, s, w) be an optimal solution for (LDOMP 2 ), with objective value less than or equal to z UB . Let X be the set of facilities induced by x and let X be the permutation of {1, . . . , M} induced by
Take any arbitrary k, m ∈ {1, . . . , M}. By the definition of P, 
where c k is the Nth largest entry of the cost matrix at row k.
Proof. Let (x, y, s, w)
be an optimal solution of (LDOMP 2 ) and let i, k ∈ {1, . . . , M}. Then by constraints (19) and (21) we have for any l ∈ {1, . . . , i} that
Now since s ∈ P, it is not hard to see that i l=1 s lk = s l k for some l ∈ {1, . . . , i}, and by (28) with l = l we get that (27) is satisfied, as required.
Note that (27) is a direct strengthening of (21), and so the former can replace the latter in the formulation of (LDOMP 2 ) .
In what follows, we find it convenient to define an (LDOMP 2 )-feasible point induced by a set of facilities X ⊆ {1, . . . , M}. 
Of course, to apply the definition, we require |X| = N. In this case, it is easy to show that the name is justified, and that (x, y, s, w) must indeed be a feasible point for (LDOMP 2 ).
Lemma 5. If (FSS) holds then there exists an optimal solution (x, y, s, w) of (LDOMP 2 ) satisfying
and
where
Proof. Let X be an optimal solution of DOMP and let (x, y, s, w) be an (LDOMP 2 )-feasible point induced by X. Let X be the permutation chosen in defining this (LDOMP 2 )-feasible point. Now
so by the correctness of (LDOMP 2 ), and since X is optimal for DOMP, it must be that (x, y, s, w) is optimal for (LDOMP 2 ). By (23), and since 
,j for some j ∈ X, by definition, and so it must be that X (N + 1) = j . Thus c X (N +1) (X) c. Now w N +1 = c X (N +1) (X), by definition of w, so we have w N +1 c. Thus (31) holds in the case x j * = 1. In the case x j * = 0, we have j * / ∈ X, and c X (N +1) (X) = c X (N +1),j for some j = j * , where of course
We now give our final result. Note that its proof makes use of a property of sorted vectors. Since this property is quite general, we relegate its statement and proof to Appendix A (see Lemma A.1). Proof. Let (x, y, s, w) be an optimal solution of (LDOMP 2 ), satisfying (29)-(31), with integrality relaxed on all variables s ij with i ∈ {1, . . . , N} and j ∈ {1, . . . , M}. Let X be the set of facilities induced by x, and choose X to be a valid permutation for X satisfying (23). (Such a permutation exists, by Proposition 2, and since (FSS) holds.) Also letŷ,ŝ andŵ be constructed, using X , so that (x,ŷ,ŝ,ŵ) is an (LDOMP 2 )-feasible point induced by X. It is possible to show, using some rather technical arguments, that there exists , a permutation of {1, . . . , M}, satisfying
The reader interested in detail is referred to [20] . Observe that w satisfies (45), since it satisfies (19) , and thatŵ satisfies (46), by its definition, and the definition of X . Furthermore, w andŵ satisfy (47) for the permutation
X . Thus the conditions of Lemma A.1 (in Appendix A) are met, and we deduce that
Now we have (x,ŷ,ŝ,ŵ) feasible for (LDOMP 2 ), with the objective value ofŵ in (LDOMP 2 ) no more than
But the optimal objective value of (LDOMP 2 ) is equal to the optimal objective value of (LDOMP 2 ) with additional constraints (29)-(31), by Lemma 5. Since (x, y, s, w) solves a relaxation of this, it must be that the optimal objective value of (LDOMP 2 ) is no less than M i=1 i w i . Therefore (x,ŷ,ŝ,ŵ) must be an optimal solution of (LDOMP 2 ), and so by the correctness of the formulation, x must induce an optimal solution to DOMP.
From the above results, we conclude that if (FSS) holds, then we can add constraints (26), (29)-(31) to (LDOMP 2 ), and we can replace constraints (21) by (27) . Moreover, we can relax constraints s ij ∈ {0, 1}, substituting them with 0 s ij 1, for all i = 1, . . . , N and all j = 1, . . . , M.
Comparing the linearizations
In order to get a good comparison between the linearizations (LDOMP 1 ) and (LDOMP 2 ) we have developed an experimental design with the following factors and levels:
• Size of the problem: As we have seen the number of sites, M, determines the dimensions of the cost matrix (C) and the -vector. Moreover, it is an upper bound of the number of facilities (N) to be located. For these reasons we consider M as a factor in our design and we propose four levels: M =8, 10, 12, 15. • Type of problem: Each -vector is associated with a different objective function, i.e. it models different types of problems. As these problems are unlikely to have the same difficulty of being solved, is also considered as a factor. Its levels were constructed depending on the value of M as follows: • Linearization: This factor has two levels corresponding to the two linearizations we would like to test:
(LDOMP 1 ) and (LDOMP 2 ).
In this way we have a linear model with four factors (M with four levels, N with four levels, with eight levels and two linearizations) therefore, we get 256 different combinations. For each combination we do 15 replications, thus this design leads to 3840 problems to be solved. We have considered two dependent variables in the model: the integrality gap and the computing time. All the factors were tested to be simultaneously meaningful performing a multivariate analysis of the variance applied to the model. Additionally, principal component analysis was also applied in order to check whether some factors may be removed from consideration. Once more, we get the conclusion that none of them is meaningless. 
Numerical comparisons
In this section, we present computational results for solving the DOMP using either (LDOMP 1 ) or (LDOMP 2 ). The DOMP was solved with the commercial package ILOG CPLEX 6.6 using the C++ modeling library ILOG Planner 3.3 (see [21] ). These computational results were obtained using a Pentium III 800 Mhz with 1 GB RAM. The upper bounds used in constraints, as discussed in the previous section, were obtained by a heuristic method based on variable neighborhood search (see [19] ).
We first comment briefly on the effect of the improvements presented in Section 4 on the linear formulations. Both linearizations (LDOMP 1 ) and (LDOMP 2 ) are greatly affected. Some small examples (M = 8) were tested to compare the performance of each linearization, with and without the strengthening provided by results in Section 4. The results are reported in Table 1 . We found that for all types of problems (except type T1, for which the bound was unaffected) the integrality gap provided by the improved linearizations was significantly smaller than that given by the original formulation. The effect was more pronounced for (LDOMP 2 ), which had weaker bounds to begin with. The gap for this formulation was reduced by a factor of up to more than twenty, (which was achieved on type T2 problems), with the average reduction being a factor of around 4.6. For (LDOMP 1 ) the greatest reduction was observed on type T4 problems, with the gap given by the improved formulation just over one eighth of the gap reported by the original formulation, i.e. an improvement by a factor of almost eight. The average gap reduction for (LDOMP 1 ) across all problem types was by a factor of about 2.6. Improvements in computing time were even more dramatic. Even for problems of type T1, for which no improvement in root node bound was reported, the computing time was decreased by an order of magnitude for (LDOMP 1 ) and cut in about four for (LDOMP 2 ). Indeed for every problem type, the computing time for (LDOMP 1 ) was reduced by at least one order of magnitude, with a reduction of two orders of magnitude for two of the eight problem types. For (LDOMP 2 ), the computing time on all types of problems except T1 was reduced by at least one order of magnitude, with two problem types showing reductions of two orders of magnitude, and three types having computing time around three orders of magnitude less. Thus we see that the strengthening provided by results in Section 4 are highly effective in improving both formulations. Our next step is to compare the two linearizations. To this end, we show the number of nodes in the B&B tree, the gap between the optimal solution and the linear relaxation objective function value, and the computing time in seconds. Each row represents aggregated results of 15 replications of each combination of M with the four different levels of N. For this reason we compute the average, minimum and maximum of the number of nodes, integrality gap and computing time. We first give detailed results of the experiments with problems having M = 15 and N = 4, 5, 8, 9, and then describe the results of our analysis for all 3840 test problems.
In Table 2 we summarize the results of our experiments on problems with M = 15. We denote as L1 and L2 the results corresponding to the linearization (LDOMP 1 ) and (LDOMP 2 ), respectively.
Finally, our statistical analysis for all 3840 test problems is as follows. The comparison between (LDOMP 1 ) and (LDOMP 2 ) was made in two steps. First, we compare the results within each type of problem to test whether the integrality gap and/or the computing time show a statistically similar behavior in (LDOMP 1 ) and (LDOMP 2 ). To perform this test we use the Mann-Whitney U statistic. With respect to the gap, all types of problems but T 1 are different under (LDOMP 1 ) and (LDOMP 2 ) with a confidence level above 90%. For the computing time, all types of problems are different with a confidence level above 88%. Second, we check which linearization performs better in each problem using robust statistics (trimmed mean) and confidence intervals for the mean value. The conclusions, calculated using all four levels of M, are: From Table 3 we observe that (LDOMP 1 ) provides stronger lower bounds for (DOMP), for problem types T3, T4, T6, T7 and (LDOMP 2 ) bounds are stronger for T2, T5, T8.
The behavior of the computing time is substantially different. From Table 4 we can observe that the computing time needed for solving the problem using (LDOMP 1 ) is significantly shorter than using (LDOMP 2 ). Only for T2 does (LDOMP 2 ) solve the problem faster.
As we can see from the computational experiments, large problems with smaller numbers of facilities cannot be solved to optimality. Therefore, we develop a B&B algorithm that takes advantage of the structure of the problem.
A branch and bound method
The driving variables for the DOMP are the binary x j variables, indicating which sites have been selected for facility location. Once these are known, the objective value is easy to calculate. All the other variables are in the ILP formulations to enable the costs to be calculated. It thus makes sense to build a B&B method based entirely on the x j variables, i.e. on decisions of whether or not a site is selected for facility location.
We develop a B&B in which each node represents a disjoint pair of sets of sites: a set of sites at which facilities will be opened and a set of sites at which facilities will not be opened. We refer to these as the set of open and closed sites respectively. Recall A = {1, . . . , M} denotes the set of sites. For a given node, we may let F ⊆ A denote the set of open sites and F ⊆ A\F denote the set of closed sites. We refer to the sites indexed by A\(F ∪ F ) as undecided. The node in the B&B tree is represented by the pair (F, F ) . Of course, the node is a leaf node if either |F | N or |F | M − N. Otherwise, we calculate a lower bound on the cost function of the problem defined by (F, F ). Our lower bound is relatively simple to calculate; it does not require solution of a linear program. We discuss our lower bound in detail in Section 6.1.
Because of the nature of the cost function, making the decision to open a facility gives us very little information which could impact on a lower bound. It is only making the decision not to open a facility which restricts choices and forces the objective up. We thus develop a branching rule which is strong, and which ensures that on each branch some site is closed. We discuss our branching rule in detail in Section 6.2.
In Section 6.3, we compare the performance of our B&B method with that of the best ILP formulation computationally.
Combinatorial lower bounds
A node in our B&B tree is represented by the disjoint pair of sets (F, F ) of sites open and closed, respectively. At each node which is not a leaf node of the B&B tree, we need to calculate a lower bound on the value of the cost function. LetF = A\F denote the set of sites which are either open, or undecided.
For any set of sites R ⊆ {1, . . . , M} we define L(R) to be the cost of having facilities open at precisely those sites. So if we define
to be the minimum cost assignment for a customer at site i to a facility in R, and define R to be a permutation of 1, . . . , M such that
then we have that
This notation is identical to that defined earlier for a set of sites X, with |X| = N; it is obviously not difficult to extend these definitions to arbitrary sets of sites. We now derive two lower bounds, based on somewhat different ideas. The second only applies in the case self-service is cheapest (or free). As we show with an example, either one can be stronger, depending on the problem data. As both bounds are very easy to calculate, the lower bound we use in our B&B method is the maximum of the two.
In the following proposition we present a lower bound on the objective function value of any feasible solution having facilities in F ⊆ A closed.
Proposition 5. Given F ⊆ A a set of closed sites with |F | < M − N, let S be any set of N facilities not intersecting facilities in F , i.e. let S ⊆F and |S| = N, whereF = A\F . Then
L(S) L(F ),
i.e. L(F ) is a lower bound on the objective function value of any feasible solution having facilities in F closed.
Proof. We know from (33) that L(S)= M i=1 i c S (i) (S) and L(F )= M i=1 i c F (i) (F ). Since we assume 0, we just have to show that c S (i) (S) c F (i) (F ) for all i = 1, . . . , M to show that L(S) L(F ).
Observe that by (32), and since S ⊆F , it must be that c i (S) Observe that if the self-service is free (FSS), i.e. c ii = 0, for all i ∈ A, this lower bound is likely to be very weak, unless |F | is not too much greater than N, i.e. unless a relatively large number of facilities have been closed by branching. This will not occur until relatively deep in the B&B tree, which closes one more site at each level (see Section 6.2 for details of our branching rule). Thus, if (FSS) holds, we consider another lower bound, which may be somewhat more effective higher in the tree. In fact, the lower bound we propose applies more generally to the case that self-service is cheapest, i.e. c ii c ij , for all i, j = 1, . . . , M with j = i. This condition, which we refer to as cheapest self-service, or (CSS), can be assumed in most of the facility location problems without any capacity constraint.
The idea is that for any feasible set of columns S ⊆F , the feasible cost vector will consist of N diagonal elements and M − N off-diagonal row minima, taken over S. Hence, using the vector consisting of the N smallest diagonal elements and the M − N smallest off-diagonal row minima, taken overF ⊇ S, we obtain a sorted cost vector which is in every component no more than the sorted cost vector given by S, and therefore provides a valid lower bound.
To introduce this lower bound, we define DF to be the vector of diagonal elements of the cost matrix, taken over columns inF , and let d 1 , . . . , d N be the N smallest elements in DF , ordered so that
Furthermore, we define the vector HF ∈ R M via
to be the vector of cheapest off-diagonal elements in each row, over the columns inF , and let h 1 , . . . , h M−N be the M − N smallest elements in HF ordered so that
Finally, we define the vector KF = (d 1 , . . . , d N , h 1 , . . . , h M−N ) and let k 1 , . . . , k M be the M elements of KF ordered so that
Now we define
Note that if self-service is in fact free, i.e. if (FSS) holds, then
. . , M, and thus
In the proposition below, we prove that B(F ) is a valid lower bound on the objective value L(S) for any feasible set S ⊆F with |S| = N, if (CSS) holds. Note that the proof relies on a relatively simple, general result concerning sorted vectors: a vector of r real numbers that is componentwise no less than r elements chosen from a vector Q of s real numbers, s r, is, when sorted, no less than (componentwise) the vector of the r smallest real numbers in Q, sorted. This general result is given in Appendix A, Lemma A.2. 
L(S) B(F ),
i.e. B(F ) is a lower bound on the objective function value of any feasible solution having facilities in F closed.
Proof. From (33) we know that L(S) =
M i=1 i c S (i) (S). Thus, since
0 is assumed, to show that B(F ) is a lower bound on the objective function value of any feasible solution having facilities in F closed, we only need to show that c S (i) (S) k i , for all i = 1, . . . , M. To do this, we need to consider diagonal and off-diagonal costs separately.
Firstly, we observe that the cost c i (S) is the diagonal cost matrix element in row i if i ∈ S; otherwise it is an off-diagonal element in a column in S, in row i. Thus the vector of all costs c i (S), i = 1, . . . , M, which we denote by c(S), has N elements which are diagonal cost matrix elements and M − N elements which are off-diagonal cost matrix elements, and where every elements is taken from a column of the cost matrix which is in S. Let D S ∈ R N be the vector consisting of the N diagonal cost elements of c(S), sorted in increasing cost order, i.e. chosen so that Thus, as a consequence, since we assume 0, we have that B(F ) is a lower bound on the cost of any feasible solution having facilities in F closed.
The following example illustrates the two lower bounds, and demonstrates that their relative strength depends not only on how many sites have been closed by branching, but also on the value of . Suppose we are at a node of the branch and bound tree represented by the pair (F, F ) with F = ∅ and F ={1}. So site 1 has been closed by branching andF ={2, 3, 4, 5}. Observe that (FSS), and hence (CSS), holds in this example, since c ii = 0 for all i ∈ A. Therefore, both C(F ) and B(F ) are lower bounds on the value of the (DOMP) at this node.
To calculate the bound C(F ) we determine the vector of row minima over columns inF , (c i (F ) for all i ∈ A), to be (4, 0, 0, 0, 0) yielding the sorted vector (0, 0, 0, 0, 4).
To calculate B(F ), we have to determine the off-diagonal cost matrix row minima over columns inF , i.e. we calculate HF = (4, 2, 1, 3, 3) . Thus the M − N = 3 smallest off-diagonal row minima are h 1 = 1, h 2 = 2 and h 3 = 3, and, since the diagonal costs are all zero, we get a lower bound based on the cost vector k = (0, 0, 1, 2, 3) .
Which of C(F ) or B(F ) yields the better bound depends on the value of . For instance, =(1, 0, 0, 0, 1) means that C(F ) = 0 + 4 = 4 is better than B(F ) = 0 + 3 = 3. However = (0, 0, 1, 1, 1) implies B(F ) = 1 + 2 + 3 = 6 which is better than C(F ) = 0 + 0 + 4 = 4.
Notice that both lower bounds can easily be computed. Hence, we propose when (CSS) holds, and in particular when (FSS) holds, we use the lower bound given by
at a node in the B&B tree identified by sets F and F , withF = A\F .
Observe that this lower bound is not trivial at the root node, represented by the pair (∅, ∅) givingF =A, so we can compute a gap between the optimal objective function value (z * ) and max{C(A), B(A)} at the root node as follows:
In calculating the lower bound, we may have an opportunity to find a feasible solution of the same value, and so be able to prune the node. In calculating C(F ), the row minimum was found for each row, over columns inF : let m(i) ∈F denote the column in which the row minimum for row i was found. In case of a tie with a row minimum occurring in a column in F, m(i) is chosen to be in F. Let V (F, F ) = {m(i) : i ∈ A}\F be the set of columns in which the selected row minima occur, outside of F. Now if |V (F, F )| + |F | N, then any set S ⊆F with |S| = N and S ⊇ V (F, F ) ∪ F must be an optimal set for the subproblem at that node, and the lower bound C(F ) will be equal to the upper bound obtained from S. In this case, either the value of S is better than the current upper bound, which can thus be updated to the value of S, or the lower bound (equal to the value of S) is not better than the current upper bound; in either case the node can be pruned.
Similarly, in calculating B(F ) in the case that (CSS) holds, the off-diagonal row minimum was found for each row, over columns inF : let o(i) ∈F denote the column in which the off-diagonal row minimum for row i was found. In case of a tie with a row minimum occurring in a column in F, o(i) is chosen to be in F. Let V (F, F ) = {o(i) : i ∈ A\F }\F be the set of columns in which off-diagonal row minima occur, outside of F, for rows not in F. Now if |V (F, F )| + |F | N, then any set S ⊆F with |S| = N and S ⊇ V (F, F ) ∪ F must be an optimal set for the subproblem at that node, and the lower bound B(F ) will be equal to the upper bound obtained from S, the node can be pruned and if the value B(F ) is better than the current upper bound, the upper bound can be set to this value.
Branching
Since the lower bound presented in the previous section is based on row minima of the cost matrix calculated over columns corresponding to open or undecided sites, making the decision to open a site will not affect the lower bound. Closing a site, however, would be likely to increase the lower bound. We thus design a branching rule so that a (different) site is closed on each branch. We also ensure that the branching is strong, i.e. partitions the solution space.
We begin by describing the generic form of the branching rule, which assumes that an ordering of the undecided sites is given. We then describe two different orderings, and compare the two computationally.
Consider a node of the branch and bound tree, defined by the pair of sets (F, F ) with |F | < N and |F | < M − N. We may also assume that |V (F, F )| > N − |F | and, if (CSS) holds, that |V (F, F )| > N − |F |; otherwise the node would have been pruned, as discussed at the end of the previous section. Set F = A\F . Suppose an ordering is given for the undecided sites, defined to be U =F \F . Say : {1, . . . , |U |} → U defines the given ordering, so (i) is the index of the ith undecided site in the order. 
with F 1 = F . We now describe the two orderings we considered. The first is simply the site index ordering, i.e. we take so that
We refer to the resulting branching rule as the index-order branching rule. The second ordering attempts to maximize the impact of the branching on the lower bound, and is much more complicated. Recall |V (F, F )| > N − |F |. We wish to branch in a way which will have the most impact on the lower bound. We can do this by "eliminating" the column which will have the biggest impact on a row minima. Arguably, this will be a column containing the smallest row minimum. Thus we define for each j ∈ V (F, F ) the set of rows which have their row minimum in column j to be W (j) = {i ∈ A : m(i) = j }, (where m(i) is as defined at the end of the previous section), and define the smallest row minimum in column j to be
Let V denote a permutation of V (F, F ) which sorts the vector V in increasing order, i.e. such that
Observe that when the self-service is free, i.e. (FSS) holds, there is little or nothing to differentiate the v values, unless |F | is not too much greater than N, i.e. unless a relatively large number of facilities have been closed by branching. This will not occur until relatively deep in the B&B tree. Thus, a secondary key could be used in sorting, such as the second-smallest row costs. For each row i, let u i denote the secondsmallest cost over columns inF , and let w j denote the largest difference between the second-smallest and smallest row element in W (j), i.e. set
In either case, we take (i) = V (i) for i = 1, . . . , N − |F | + 1 to be the second ordering we consider. A similarly ordering can be used if the lower bound was achieved by B(F ), in the case that (CSS) holds. The only difference would be that everything should be based on off-diagonal row minima rather than row minima.
The branching rule resulting from this second ordering can be viewed as seeking to close sites in order of decreasing "maximum regret", i.e. maximizing the cost impact of the decision. Thus we refer to it as the max-regret branching rule. The example below illustrates the use of this rule.
Example 6.2. Consider the data presented in Example 6.1. Assume that the current node is defined by F = {4} and F = {1}, and soF = {2, 3, 4, 5}. Note that we expect to have N − |F | + 1 = 2 − 1 + 1 = 2 branches from this node. On the one hand, if the lower bound is given by C(F ), we have to focus on the row minima. 
Numerical comparison of the branching rules
We implemented the B&B method using the programming language C++, with the upper bound initialized by a heuristic method based on variable neighborhood search (see [19] ). In both cases, the tree search strategy used was best bound. The method was run on a Pentium III 800 Mhz with 1 GB RAM, and tested on problem instances with the structure described in Section 5. As will be reported in more detail in Section 7, the B&B method performed very well, and much larger instances could be solved. Here we show the results of running the B&B algorithm using each branching rule on problems with M = 30, averaged over 15 instances for each value of N = 8, 10, 15, 16. All cost matrices were randomly generated so that (FSS) holds. The results are presented in Table 5 .
As can be seen from the table, using the max-regret branching rule reduces the number of B&B nodes by a factor of about 3.8 on average and reduces the computing time by a factor of about 5. The effect was more pronounced for problems of type T2 (i.e. N-center problems) for which the number of nodes required by the B&B algorithm with the max-regret rule was less than one eighth of the number of nodes provided by the algorithm with the intuitive branching rule. Furthermore, for this type of problems the computing time was decreased by an order of magnitude.
It is clear that the more sophisticated max-regret rule is much more effective than the simple index-order rule. Furthermore, the computing time for solving the instances with M = 30 is 180.75 s on average, and so problems with even more sites could be expected to be solved. However, after attempting problems with M = 35, we found that although all problems could be solved to optimality, the computing times were in most cases around a factor of 10 more than for M = 30. This indicates that the B&B method is not going to be particularly effective for problems much bigger than those with M = 35.
Computational results
In this section, we compare the computational performance of the B&B method described in Section 6, with the max-regret branching rule, with that of the best linearization (for type T2 problems this is (LDOMP 2 ) and for all other problem types it is (LDOMP 1 )). Again all codes were run on a Pentium III 800 Mhz with 1 GB RAM, and tested on problem instances with the structure described in Section 5. Upper bounds for the B&B method were initialized by a heuristic method based on variable neighborhood search (see [19] ). The same upper bounds were used, where needed, in constraints defining the linearizations.
The performance of the B&B method was consistently better than that of the best linearization, with the former out-performing the latter by a significant margin. To illustrate the type of performance we observed, we give results for problems with M = 18 and N = 5, as well as N = 10, in Table 6 . We give results for these extreme values of N as the performance of the linearizations generally improved as N increased; the performance of the B&B method was, by contrast, relatively consistent. Intermediate results values of N can be roughly interpolated between these extremes. We see that the B&B method always requires less CPU time than using the best linearization, and for some of the N = 5 problems more than two orders of magnitude less. The B&B method shows less variation in the number of nodes needed across problem type, and across different values of N. We report the average (root node) gap, but note that whilst this may be indicative of the quality of an integer programming formulation, it is less meaningful for the B&B method, where the bounds are very weak high in the tree but improve rapidly deeper in the tree.
To demonstrate that the B&B method can solve larger problems, we also provide detailed numerical results for problems with M = 30, in Table 7 . As in Sections 5 and 6.3, each row of the tables contains results averaged over fifteen instances having the same parameter values.
Conclusions
We have discussed two integer linear programming (ILP) formulations for the DOMP, one having O(M 3 ) variables (from [10] ) and a new one having O(M 2 ) variables (both have O(M 2 ) constraints). We go on to prove a variety of properties of optimal solutions, which allow us to strengthen the formulations, via either additional constraints or preprocessing (in particular, fixing the values of some variables). After defining eight problem classes, according to objective function, we compare the performance of the two formulations computationally. From our statistical study of the results, we can observe that in all but one of the eight problem classes, the O(M 3 ) formulation performs better; only on the problem class corresponding to the N-center problem is the O(M 2 ) formulation better. We believe the success of the O(M 3 ) formulation is in part due to the fact that many of the properties of optimal solutions found could be implemented in this formulation using preprocessing, whereas additional constraints were needed to implement the same properties in the O(M 2 ) formulation.
Even when using the better formulation, solution times for problems with M much larger than 20 were prohibitive. Thus we developed a specialized branch and bound method, based on combinatorial lower bounds that were very quick to calculate. We found that a "max-regret" branching rule performed very substantially better than a naive branching rule, and the resulting branch and bound method outperformed the integer programming approaches by a substantial margin. Problems with M smaller than or equal to 35 can be solved in reasonable time using this method.
We note that the aim of the DOMP is not only to unify many classical discrete facility location problems but also to model new problems not previously formulated as integer programs (e.g. the k 1 + k 2 trimmed mean problem). Our objective is to develop a common solution method for all these problems, not to develop a method which competes against other well-known approaches for specific discrete location problems. Thus we do not necessarily expect any of the methods we present here to outperform specialized methods already developed for some of the special cases of the DOMP. Nevertheless, we believe our general approaches could be improved, as we discuss below.
In future work, we plan to develop a hybrid branch and bound method, that makes use of the strengths of both the integer programming and branch and bound approaches we have developed. The integer programming formulations would provide lower bounds and preprocessing information high in the tree, (where they are clearly stronger than the combinatorial bounds), combinatorial lower bounds would be used lower in the tree, (to speed up the solution process), branching would be based only on the facility location variables, (as is the case in our branch and bound method), and the "max-regret" branching rule together with the ideas we present for detecting feasible solutions and early pruning of nodes in the branch and bound (B&B) method would be used throughout. We believe this hybrid method would capitalize on the strengths of the methods we have presented here. We also believe that more needs to be understood about the less well-known special cases of the DOMP objective. There is a vast literature on N-median problems, but very little is known about other instances of discrete location models presented in this paper. Our work here goes some way to classifying some key problem classes, and assessing their relative difficulty, for example we find that the N-median problem class is far from the hardest. But it is obvious much more can be done in this direction. It should be noted that some of the ideas we present have the potential to be applied in other discrete location contexts, such as hub location or QAP.
Cutting planes are another avenue for future research. With respect to polyhedral analysis, it is interesting that the DOMP includes as special cases both the N-median problem, which is known to be "integer-friendly", and the N-center problem, for which not much is known about its facets. DOMP formulations could provide a helpful bridge in the study of such polyhedra.
Finally, it is obvious that good heuristics will be necessary if large DOMPs are to be tackled. Although a variable neighborhood search, presented in [19] , has been found to be effective, there is clearly room for more exploration in this direction.
Appendix A.
The idea that sorting preserves isotonicity, i.e. that if p and q are two vectors with p q (componentwise) then the sorted vector p is also (componentwise) at least as big as the sorted vector q, is a powerful and useful idea in location problems generally, as other authors have noted. A result of this kind is given in Theorem 1 in [11] , in which the function defined on the vector space to return the jth-largest element of its operand is shown to be isotone (non-decreasing). We make use of this idea in strengthening the ILP formulations, via Proposition 4, and in deriving combinatorial lower bounds, via Propositions 5 and 6. Although these applications could be proved as corollaries of Theorem 1 in [11] , the approach is unnecessarily complicated for our purposes; we provide short, direct proofs of the results we need. The following corollary to Theorem A.1 shows that if two sorted vectors are given, and a permutation can be found to ensure one vector is (componentwise) no greater than the other, then the former vector in its original sorted state must also be no greater (componentwise) than the latter. This result is used in Proposition 4, to validate the strengthenings we apply to the (LDOMP 2 ) formulation. The following corollary to Theorem A.1 shows that a vector of r real numbers that is componentwise no less than r elements chosen from a vector Q of s real numbers, s r, is, when sorted, no less than (componentwise) the vector of the r smallest real numbers in Q, sorted. This result is used in Proposition 6, to validate the lower bound we use in our B&B method when cheapest self-service applies. Proof. The claim follows from Theorem A.1, as follows. Take r and s as given. Take q j = t i(j ) for all j = 1, . . . , r and define q r+1 , . . . , q s to be the components from the vector T which do not have index in {i(j ) : j = 1, . . . , r}. Note there is a one-to-one correspondence between the elements of T and q, i.e. q is a permutation of T. Take p j = t j for all j = 1, . . . , r, so p j = t j t i(j ) = q j for all j = 1, . . . , r. Also take P to be the identity permutation, and note that Q can be taken so that q Q (i) = t i for all i = 1, . . . , s, by the definition of T and since q is a permutation of T. Now by Theorem A.1 (Appendix A) it must be that for all j = 1, . . . , r, p P (j ) q Q (j ) = t j , and so p j = t j t j , as required.
