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Abstrakt
V této práci jsou popsány základní princípy využití evolučních algoritmů. Práce se zabýva
použitím evolučních algoritmů při tvorbě informačního systému umožňujícího rozkládání
zadávané práce mezi skupinu zaměstnanců. K řešení tohoto problému využívá hlavně gene-
tické algoritmy, jenž představují inteligentní stochastické optimalizační techniky založené
na mechanizmu přirozeného výběru a genetiky. Každé řešení reprezentuje jedince v populaci
a k procesu křížení jsou vybírány pouze nejpřizpůsobenější jedinci.
Abstract
This thesis describes basic principles governing the use of evolutionary algorithms. Thesis
deals with the usage of the evolutionary algorithms for scheduling the work between group
of employees. Genetic algorithms, which represents intelligent stochastic optimization tech-
niques based on the mechanism of natural selection and genetics are mainly used to solve
this problem. Each solution is represented as an individual in population and only the most
adapted ones are selected for the process of reproduction.
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Kapitola 1
Úvod
Úlohou tejto bakalárskej práce je vytvoriť webový systém, ktorý bude akceptovať skupinu
osôb, a na základe ich vyťaženosti medzi nich rozdeliť zadávanú prácu s využitím evolučných
algoritmov.
Evolučné algoritmy patria do oboru intelignetných výpočtov (angl. softcomputing) a ich
využitie sa nachádza v riešení zložitých optimalizačných problémov. Celkovo k tomu po-
núkajú štyry techniky. Jedna z nich - genetické algoritmy je pre problém plánovania práce
najvhodnejšia, a preto bude pre riešenie tohto problému použitá.
Genetické algoritmy vznikli v 70. rokoch a v súčastnosti patria medzi najrozšírenejší typ
evolučných optimalizačných algoritmov. Ich hlavným rozlišovacím znakom bolo zavedenie
operátoru kríženia ako primárneho rekombinačného operátoru. Oproti iným optimaliza-
čným postupom, genetické algoritmy na základe inšpirácie v Darwinovej evolučnej teórii
našli spôsob, ako usmerniť náhodné generovanie bodov k hodnotám blízkym optimálnym
a poskytujú tak v reálnom čase optimálne riešenie.
Kapitola 2 poskytuje ľahký úvod do problematiky evolučných algoritmov. Popisuje zá-
kladné princípy prebraté z prírody ako je prirodzený výber, náhodný genetický drift a re-
produkčný proces.
Genetické algoritmy sa k riešeniu optimalizačných úloh vo veľkej miere inšpirovali jed-
notlivými fázami evolúcie prebiehajúcimi v živej prírode. Popis týchto fáz spolu s ich ap-
likáciou v genetických algoritmoch ako techniky selekcie, kríženia a mutácie, a základné
pojmy potrebné k pochopeniu fungovania vytváranej aplikácie nájdeme v kapitole 3.
Samotným problémom plánovania a spôsobom jeho riešenia v plánovači práce sa zaoberá
kapitola 4. Je tu popísaný postup pridávania nových projektov a jeho závislosti.
Koncepcia plánovača práce, do ktorej sa zahrňuje rozdelenie aplikácie na inteligentnú
časť starajúcu sa o nájdenie optimálneho plánu a rozhranie určené pre interakciu uživateľov
so systémom je rozobratá v kapitole 5. Je tu popísané ako využitie rozmanitých techník
genetických algoritmov v simulácii evolúcie, tak aj princíp ich fungovania.
Kapitola 6 sa zaoberá technickým riešením hlavných častí aplikácie. Nájdeme tu po-
pis a dôvody výberu použitých technológií, popis databázy, vplyv parametrov genetického
algoritmu a princíp fungovania systému z implementačného hladiska.
Záverečná kapitola 7 sa venuje zhodnoteniu dosiahnutých výsledkov a možnému pokra-
čovaniu práce v budúcnosti.
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Kapitola 2
Evolučné algoritmy
Evolučné algoritmy predstavujú podľa [4] triedu matematických postupov, využívajúcich
modely evolučných procesov v prírode pre riešenie zložitých optimalizačných problémov. Po-
užívajú sa k hľadaniu takého globálneho minima, ktoré je obklopené množstvom lokálnych
miním.
V súčastnosti patria medzi základné nástroje modernej informatiky v prípadoch hľada-
nia riešení v extrémne zložitých situáciách, kedy použitie štandardných deterministických
metód založených na technikách úplného prehľadávania nemožno aplikovať.
K hľadaniu čo najoptimálnejšieho riešenia využívajú paradigmy živej prírody, predo-
všetkým Darwinovu evolučnú teóriu založenú na týchto troch zložkách:
1. Prirodzený výber, t.j. proces, v ktorom jedinci s veľkým fitness (kvantitatívna
miera schopnosti prežiť a vstupovať do reprodukčného procesu) vstupujú do procesu
reprodukcie s väčšou pravdepodobnosťou ako jedinci s malým fitness.
2. Náhodný genetický drift, v ktorom náhodné udalosti v živote jedincov ovplyvňujú
celú populáciu. Medzi takéto udalosti patrí napríklad náhodná mutácia genetického
materiálu alebo náhodná smrť jedinca s veľkým fitness.
3. Reprodukčný proces, v rámci ktorého sa z rodičov vytvárajú potomkovia. Gene-
tická informácia potomkov je tvorená prostredníctvom vzájomnej výmeny genetickej
informácie rodičov.
Riešenie určitého problému je prevedené na proces evolúcie populácie jedincov, pri-
čom každý z týchto jedincov reprezentuje vhodným spôsobom zakódované riešenie daného
problému. Každému indivíduu je priradené isté nezáporné ohodnotenie, ktoré kvantitatívne
vyjadruje mieru vlastností konkrétneho jedinca vzhladom k riešenému problému a súčastne
je aj merítkom reprodukčnej spôsobilosti tohoto indivídua. Súčasťou procesu reprodukcie je
určitý náhodný faktor (genetický drift) vyjadrený možnosťou mutácie, ktorý umožňuje evo-
lúcii hľadať také nové riešenia, ktoré by sa v populácii za normálnych okolností nevyskytli
a môžu byť nádejné pre ďalšiu evolúciu populácie.
Evolučné algoritmy spolu s neurónovými sieťami a fuzzy systémami patria do oboru
inteligentných výpočtov (softcomputing). Triedu evolučných algoritmov tvoria okrem ge-
netických algoritmov, ktoré sú použité pre riešenie problému plánovania práce aj evolučné
stratégie, evolučné programovanie a genetické programovanie.
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Kapitola 3
Genetický algoritmus
3.1 Úvod
Genetický algoritmus ako je definovaný v [2] patrí medzi základné stochastické optimali-
začné algoritmy s výraznými evolučnými črtami. V súčastnosti je najčastejšie používaným
evolučným optimalizačným algoritmom.
Na základe analógie s evolučnými procesmi prebiehajúcimi v biologických systémoch
usmerňuje náhodné generovanie bodov k hodnotám blízkym optimálnym a poskytuje tak
v reálnom čase optimálne riešenie.
Téza prirodzeného výberu, na ktorej sa zakladá Darwinova evolučná teória prežívania
len najlepšie prispôsobených jedincov populácie slúži ako inšpirácia genetických algorit-
mov. Jedinci s vyššou hodnotou fitness tak majú prirodzene väčšiu šancu prežiť dlhšie
a podielať sa na vytváraní nasledujúcej generácie (vstupovať do reprodukčného procesu).
Reprodukciou dvoch jedincov s vysokým fitness dostávame potomkov, ktorí budú s vyso-
kou pravdepodobnosťou dobre prispôsobený pre úspešné prežitie. Nová generácia indivíduí
čiastočne zdedí genetickú informáciu od rodičov a čiastočne je ovplyvnená mutáciami, ktoré
náhodným spôsobom menia genetický materiál jedinca buď pozitívnym, alebo negatívnym
spôsobom. Prostredníctvom nich sa tak do evolúcie vnášajú nové vlastnosti, ktorými ne-
disponoval ani jeden z rodičov a tým umožňujú hľadanie optima, ktoré by za normálnych
podmienok nemohlo existovať.
3.2 Chromozóm
Pojmom chromozóm je v genetických algoritmoch označovaná reprezentácia jedinca v po-
pulácii inak nazývaná aj ako genotyp.
Ide o reťazec konštantnej dĺžky n, v ktorom je vhodným spôsobom zakódovaná jedna
možnosť riešenia určitého problému (v našom prípade rozloženie prác medzi jednotlivých
zamestnancov). Každý chromozóm je tvorený lineárnou postupnosťou n génov, kde každý
z nich nadobúda rôzne hodnoty (nachádza sa v jednom z konečného počtu stavov) nazývané
alely.
Množina chromozómov predstavuje populáciu P
P = {α1, α2, ..., αk} ⊆ {a, b, ...}n (3.1)
obsahujúcu k chromozómov, ktoré sú realizované ako reťazce dĺžky n pozostávajúce zo
znakov a,b . . . .
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Každý chromozóm v populácii je ohodnotený cenovou funkciou f
f : {a, b, ...}n → R, (3.2)
ktorá je interpretovaná ako zobrazenie chromozómu na reálne čísla. Funkčná hodnota
f(α) reprezentuje jeho mieru úspešnosti nazývanú fenotyp. Úlohou je nájsť globálny extrém
funkcie f, pričom pri našom probléme sa jedná o minimalizačnú úlohu s cieľom nájdenia
reťazca
αopt = arg min f(α) (3.3)
Cenovú funkciu f je možné vhodným spôsobom transformovať na funkciu výhodnosti F
označovanú ako fitness funkciu tak, že pôvodná optimalizačná úloha sa prevedie na maxima-
lizačnú úlohu a zároveň je dosiahnuté vhodné merítko fitness funkcie. Pritom je zachovaná
nasledujúca podmienka
∀α1, α2 ∈ P : f(α1) ≤ f(α2)⇒ F (α1) ≥ F (α2) ≥ 0 (3.4)
3.3 Selekcia
Úlohou selekčného mechanizmu je výber chromozómov k reprodukcii. Jedinci viac prispô-
sobený na prežitie (s vyšším fitness) musia byť v dostatočnej miere uprednostňovaný pred
tými s menším fitness. Na základe tohto je možné očakávať, že potomstvo kvalitných je-
dincov sa bude vyznačovať ešte lepšími vlastnosťami, a tým aj vyšším ohodnotením. Na
druhej strane je však potrebné zachovať v populácii vybraných jedincov dostatočnú diver-
zitu, aby nedošlo k predčasnej konvergencii algoritmu k suboptimálnemu riešeniu (príliš
veľký selekčný tlak).
Medzi najbežnejšie používané postupy patrí výber pomocou rulety, výber podľa poradia
alebo turnajová selekcia. Podľa [2] nie je však možné prehlásiť, že by niektorá z týchto metód
prekonávala ostatné, pretože vhodnou voľbou parametrov je možné dosiahnúť zrovnateľné
výsledky.
3.3.1 Výber pomocou rulety
Selekčný mechanizmus rulety nazývaný aj ako proporciálna selekcia patrí k najrozšírenejším
formám implementácie prirodzeného výberu.
Na rozdiel od klasíckej rulety, kde je každému číslu priradená rovnaká výseč (rovnaká
pravdepodobnosť výberu) mieru veľkosti výseče ruletového kola pri tomto postupe udáva
veľkosť fitness daného chromozómu (obrázok 3.1a). Tým je zabezpečená priama úmera
medzi jeho fitness a pravdepodobnosťou výberu. Pravdepodobnosť, že bude vybraný í-ty
jedinec populácie je daná vzťahom:
pi =
fi∑N
j=1 fj
i ∈ {1, ..., N} (3.5)
kde N je veľkosť populácie a fi je ohodnotenie í-teho indivídua.
Medzi najväčšiu nevýhodu tohto algoritmu patrí možnosť predčasnej konvergencii z dô-
vodu príliš veľkého upredňostňovania jedincov viac prispôsobených na prežitie.
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3.3.2 Výber podľa poradia
Výber jedincov podľa poradia predpokladá, že indivídua v populácii sa zoradia vzostupne
podľa ich ohodnotenia, čím vznikne poradie využité pri vlastnom výbere. Na základe tohto
poradia sa vypočíta podľa nasledujúceho vzťahu pravdepodobnosť výberu í-teho jedinca
pi =
i∑N
j=1 j
=
2× i
N × (N + 1) (3.6)
kde N je veľkosť populácie a i ∈ {1, ..., N}. Vďaka tomuto mechanizmu sa eliminujú veľké
rozdiely medzi ohodnotením jednotlivých jedincov a tým sa pomáha udržovať selektívny tlak
aj ku koncu výpočtu, kedy prevládajú veľmi dobre prispôsobené indivídua s nepatrnými
rozdielmi v ich ohodnotení. Z tabuľky 3.1 a obrázku 3.1 je možné vidieť ako sa upravia
pravdepodobnosti výberu oproti selekčnej metóde so zachovaním rovnakých fitness hodnôt.
Individuum i1 i2 i3 i4
Ohodnotenie 12 3 2 1
Pravdepodobnosť pi 66,7% 16,7% 11,1% 5,5%
Poradie 4 3 2 1
Pravdepodobnosť pi 40% 30% 20% 10%
Tabuľka 3.1: Porovnanie pravdepodobností výberu podľa poradia oproti ruletovému výberu
i1
i2
i3
i4
(a) podľa veľkosti ohodnotenia
i2
i1
i4
i3
(b) podľa poradia
Obr. 3.1: Rozloženie pravdepodobnosti, s akou bude indivíduum vybrané
3.3.3 Turnajový výber
Metóda turnajového výberu sa zakladá na analógii, že jedinci niektorých živočíšnych druhov
si často musia vybojovať účasť v reprodukčnom procese. Z populácii o N jedincoch je
náhodne vybraná skupina k (k ≥ 2) jedincov, z ktorých je potom prehlásený za víťaza
turnaja (a zároveň vybraný pre reprodukciu) ten jedinec, ktorý má najväčšie ohodnotenie.
3.4 Reprodukcia
Proces reprodukcie predstavuje vytváranie nových chromozómov populácie aplikovaním
reprodukčných operátorov na jedincov vybraných prostredníctvom selekčných algoritmov.
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(α
′
1, α
′
2) = Orepro(α1, α2) (3.7)
Reprodukcia pozostáva z dvoch častí: kríženie a mutácia. Obidva procesy majú stocha-
stický charakter - sú vykonávané len s určitou pravdepodobnosťou. Pomocou reprodukcie
sa vytvára nová populácia v nasledujúcom kroku označovaná ako nová generácia jedincov.
Takáto zmena populácie realizujúca sa v čase pomocou
”
reprodukčného” R-operátora sa
označuje ako evolúcia populácie a je znázornená na nasledujúcom obrázku
Pt+1 = R(Pt) (3.8)
Obr. 3.2: Evolúcia populácie v čase t
3.4.1 Kríženie
Operátor kríženiaOcross predstavuje základný operátor pre evolúciu populácie, kedy z dvoch
rodičovských jedincov α1 a α2 vznikajú dvaja potomci αˆ1, α
ˆ
2.
(αˆ1, α
ˆ
2) = Ocross(α1, α2) (3.9)
Základom je náhodný výber dvojice jedincov, u ktorých dochádza k výmene genetickej
informácie. Vyskytuje sa s pravdepodobnosťou pc, ktorá býva väčšinou menšia ako 100%.
Týmto zpôsobom je časť jedincov reprodukovaná bez výmeny génov.
Jeho stochastičnosť spočíva v náhodnom generovaní bodu (alebo bodov) kríženia v ge-
notype rodičovských chromozómov.
Jedno a viacbodové kríženie
Jedno a viacbodové kríženie je najjednoduchší spôsob rekombinácie chromozómov. Vychá-
dza z biologickej analógie, kedy sa rekombinácia génov môže uskutočniť v jednom alebo vo
viac bodoch chromozómu.
Pri jednobodovom krížení sú vo vybranom mieste časti rodičov navzájom vymenené. Do-
chádza tak k vzniku dvoch potomkov, z ktorých každý obsahuje časti genetickej informácie
oboch rodičov. U viacbodového kríženia (obrázok 3.3) je princíp rovnaký s tým rozdielom,
že dochádza k výmene viac úsekov chromozómov oboch rodičov.
Uniformné kríženie
Medzi ďalšiu alternatívu operátoru kríženia patrí uniformné kríženie, ktoré prechádza dvo-
jicu rodičovských chromozómov a s určitou pravdepodobnosťou pu vykonáva výmenu jed-
notlivých génov.
Priestor potenciálnych riešení úlohy je prehľadávaný omnoho intenzívnejšie ako v prí-
pade jednobodového kríženia. Jeho hlavnou výhodou je, že pri ňom nedochádza tak často
k predčasnej konvergencii algoritmu.
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Obr. 3.3: Viacbodové kríženie
3.4.2 Mutácia
Genetický operátor mutácie je súčasťou reprodukčného procesu, ktorý s určitou (relatívne
malou) pravdepodobnosťou pm náhodne mení hodnotu jednotlivých génov jedinca. Je apli-
kovaný na potomkov vzniknutých v procese kríženia
α
′
1 = Omut(α
ˆ
1) a α
′
2 = Omut(α
ˆ
2) (3.10)
Ich funkciou je brániť predčasnej konvergencii populácie, príliš rýchlemu zjednotvár-
neniu vlastností v rámci populácie a strate potenciálne užitočného genetického materiálu.
Pri príliš častých mutáciach dochádza k nestabilite vývoja a naopak pri príliš zriedkavom
výskyte sa míňajú účinkom.
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Kapitola 4
Plánovanie práce
4.1 Popis problému plánovania
Plánovanie práce je jeden z najkritickejších problémov v plánovaní a manažovaní výrob-
ných procesov. Cieľom plánovania je minimalizovať čas potrebný na spracovanie zadaných
operácií. Nájsť najlepší plán môže byť veľmi ľahké, alebo veľmi náročné, v závislosti na
procesných obmedzeniach, obchodnom prostredí a ukazateli výkonu. Jeden z najťažších
problémov v tejto oblasti je problém plánovania výroby (anglicky Job-shop Scheduling
Problem - JSP), kde množina prác musí byť spracovaná na množine strojov. Každá práca
pozostáva zo sekvencie po sebe nasledujúcich operácií, každá operácia vyžaduje práve je-
den stroj, stroje sú nepretržite dostupné a môžu spracovať naraz len jednu operáciu bez
prerušenia. Riešenie spočíva v správnom zoradení operácií na strojoch tak, aby bol daný
ukazateľ výkonu optimalizovaný. Typický ukazateľ výkonu pri JSP je celkový čas potrebný
na spracovanie všetkých prác (makespan).
Flexibilný problém plánovania výroby (anglicky Flexible Job-shop Scheduling Problem -
- FJSP) je rozšírenie klasického JSP, kde operácie môžu byť spracovávané iba na niektorých
z množiny dostupných strojov. Ide o zložitejší prístup k plánovaniu ako klasický JSP, pretože
predpokladá nie len radenie jednotlivých operácií, ale pre každú operáciu musí nájsť vhodný
stroj, na ktorom bude spracovaná.
Kôli tejto vysokej náročnosti FJSP sa používajú na ich riešenie metódy, ktoré produkujú
v rozumnom čase rozumné riešenia. Medzi jedné z najlepších takýchto metód patria práve
genetické algoritmy.[6]
4.2 Definícia problému
Flexibilný problém plánovania výroby je podľa [6] definovaný následovne. Je daná množina
J = {J1, J2, ..., Jn} nezávislých prác. Práca Ji je formovaná sekvenciou Oi1, Oi2, ..., Oini
operácií, ktoré sú postupne vykonávané podľa toho, ako sú zoradené. Je daná množina
U = {M1,M2, ...,Mm} strojov. Každá operácia Oij môže byť spracovaná na niektorom
z podmnožiny Uij ⊆ U dostupných strojov. Čas spracovania každej operácie je závislý od
strojov, na ktorých budú spracovávané. Čas spracovania operácie Oij vykonávanej na stroji
Mk je potom daný ako dijk. Každá raz začatá operácia musí byť dokončená bez prerušenia.
Okrem toho, stroje nemôžu spracovávať viac ako jednu operáciu súčastne.
Úlohou je priradiť každú operáciu vhodnému stroju (routing problem), a zoradiť operá-
cie na strojoch v takom poradí, aby sa minimalizoval čas potrebný na dokončenie všetkých
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prác definovaný ako MK= maxi{Ci}, kde Ci je čas, potrebný na dokončenie práce Ji.
4.3 Riešenie problému v plánovači práce
Problém flexibilného plánovania výroby, opísaný v predchádzajúcej kapitole, je možné
z väčšej miery aplikovať na rozloženie zadaných prác medzi skupinu zamestnancov. Každý
typ práce, ktorý firma môže vykonávať, pozostáva z množiny operácií, kde každá z nich je
určitého typu. Od povahy práce potom závisí, ako bude nasledovať vykonávanie jednotli-
vých operácií do nej patriacich (tabuľka 4.1). Aby bola určitá práca kompletne dokončená,
musia byť dokončené všetky operácie, ktoré táto práca zahrňuje.
Operácie
Práca 1 operácia typu 1 operácia typu 2 operácia typu 3
Práca 2 operácia typu 3 operácia typu 1 operácia typu 2
Práca 3 operácia typu 3 operácia typu 2 operácia typu 1
Tabuľka 4.1: Poradie operácií v definícii typu práce
Jednotlivé operácie môžu byť vykonávané zamestnancami v danom poradí, v akom sa
nachádzajú v definícii typu práce (viď tabuľka 4.1). Ide o sekvenčné spracovanie, a takéto
práce sú charakteristické tým, že nasledujúca operácia je závislá na výsledku operácii ak-
tuálnej. V predstave môžme mať napríklad stavbu domu, kde je najprv nutné vykopať
základy, potom ich zaliať betónom a následne sa môžu začať budovať steny (ťažko by bolo
možné stavať steny bez základov). Existujú však aj také práce, kde sa nemusí čakať na
dokončenie predchádzjúcich operácií a môžu sa tak vykonávať paralelne. U takýchto typov
prác na poradí operácií nezávisí.
Každá z operácií je vykonávaná práve jedným zamestnancom (zamestnanec tak plní
rolu stroja z definície FJSP) z dostupnej množiny zamestnancov. To, z akej množiny sa
budú zamestnanci vyberať závisí od špecializácie, pod ktorú typ danej operácie patrí. Vždy
môže patriť len do jednej špecializácie. Kvalifikácia zamestnancov určuje špecializácie, na
základe ktorých sú zamestnanci schopný riešiť operácie do nich patriace. Špecializácií môže
mať zamestnanec v rámci firmy aj niekoľko, a tým pádom je schopný sa podielať na viac
operáciách. Takýto zamestnanec sa potom bude s väčšou pravdepodobnosťou vyskytovať
vo výslednom pláne.
4.4 Pridávanie projektov
Pridávanie nových projektov do systému má na starosti vedúci pracovník. Každý z nových
zadaných projektov má určený typ práce, ktorý firma v rámci svojej činnosti vie vykonávať,
a je rozplánovaný medzi zamestnancov v závislosti na ich špecializácii a zaťažení. Rozplá-
novanie závisí od poradia, v akom sú operácie v jednotlivých typoch prác definované, a čase
potrebnom na spracovanie danej operácie určitým zamestnancom.
Čas spracovania je pre každého zamestnanca individuálny (avšak u niektorých sa môže
zhodovať), a pokiaľ nemá na vykonávanie určitej operácie špecializáciu, nemá ani definovaný
čas pre jej spracovanie (v tabuľke 4.2 znázornené symbolom ∞), a tým pádom nie je ani
uvažovaný k výberu. Zamestnanci sú priraďovaný k operáciám s ohľadom na to, že v jednom
časovom okamihu môžu pracovať len na jednej jedinej operácií.
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Zamestnanec Operácia typu 1 Operácia typu 2 Operácia typu 3
Z1 5 7 11
Z2 9 ∞ 6
Z3 13 ∞ 7
Tabuľka 4.2: Čas potrebný pre spracovanie operácií
Plán pre zamestnancov je tvorený tak, aby dokončenie všetkých projektov trvalo čo naj-
menšiu dobu. Na tento ukazateľ sa kladie najväčšia priorita a to taktiež ovplyvňuje výber
zamestnancov. Niekedy môže dôjsť k situácii, že je z hľadiska celkového riešenia lepšie pri-
radiť k operácii pomalšieho zamestnanca, a preto systém nijak explicitne neuprednostňuje
usilovnejších zamestnancov, ale záleží mu len na čo najrýchlejšom dokončení všetkých zada-
ných projektov. Väčšinou ale práve výber usilovnejších zamestnancov predstavuje najlepšie
riešenia, čím sa zabezpečí ich implicitné uprednostňovanie.
U každého z pridaných projektov závisí aj na termíne, kedy má byť dokončený (dead-
line). Preto projekty s čo najbližším termínom dokončenia sú uprednostňované vo výsled-
ných plánoch pred týmy, ktorých uzavretie môže počkať, aj napriek tomu, že boli zadané
skôr.
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Kapitola 5
Koncepcia plánovača práce
5.1 Úvod
Plánovač práce funguje ako webová aplikácia a celá komunikácia uživateľa so systémom
sa teda odohráva v prostredí internetu. Interakcia uživateľov s plánovačom prebieha len
v grafickom uživateľskom rozhraní. Samotné plánovanie práce má na starosti inteligentná
časť aplikácie, ktorej logika je oddelená od uživateľského rozhrania. Uživateľ poskytuje
inteligenčnej časti len údaje, s ktorými má pracovať, a nijakým spôsobom neurčuje jej
vykonávanie. Tým sa zamedzí akémukoľvek úmyselnému alebo neúmyselnému zásahu do
plánovania a celé rozloženie zadanej práce je tak závislé len od zadaných vstupných údajov.
5.2 Uživateľské rozhranie
Úlohou uživateľského rozhrania je prezentovať uživateľom (zamestnancom a vedúcim pra-
covníkom) časové rozplánovanie zadaných prác a ďalšie dôležité údaje, ktoré sú nezbytné
pre ako ovládanie plánovača, tak aj prehľad a správu jednotlivých zamestnancov a prác
firmou vykonávaných.
Každý typ uživateľa má k dispozícii iba nástroje, ktoré potrebuje pre vykonávanie svojej
práce, alebo mu túto prácu výrazne uľahčujú. Tým je zabezpečené, že uživatelia sa v systéme
naučia rýchlo orientovať, pretože ich nebude mýliť množstvo funkcií, ktoré by aj tak neboli
využité.
5.2.1 Zamestnanec
Zamestnanec môže používať iba funkcie, ktoré s ním priamo súvisia. Nemá náhľad nad
ostatnými projektami, ktoré sa vo firme riešia, iba nad tými, v ktorých je účastníkom. Jeho
úlohou je taktiež úprava operácií jemu pridelených v rámci zadaných projektov. Systém
sa tak stáva pre zamestnanca veľmi jednoduchým na ovládanie a aj zamestnanci s menšou
počítačovou gramotnosťou by nemali mať žiadny problém s jeho ovádaním. Taktiež zaúčanie
nových zamestnancov sa vo veľkej miere urýchli, čo ušetrí firme ďalšie peniaze a čas. Celková
činnosť zamestnanca v systéme je popísaná diagramom prípadu užitia na obrázku 5.1
5.2.2 Vedúci
Vedúci pracovník, ktorého možná činnosť v systéme je popísaná na obrázku 5.2 má viac
zodpovednosti ako obyčajný zamestnanec, a teda aj viac dostupnej funkcionality. Práve
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Úprava priradených
operácií
Prezerať priradené projekty
OdhláseniePrihlásenie
Editovať vlastný profil
Prezerať detail uživateľa Prezerať vlastný plán
Zamestnanec
Obr. 5.1: Detail prípadu užitia zamestnanca
od vedúceho závisí nastavenie jednotlivých typov prác a k nim prislúchajúcich operácií.
Taktiež je to on, kto má najväčší prehľad o svojích zamestnancoch, a preto má na starosti
ako určovanie časov spracovania operácií zamestnancami, tak aj celú správu každého za-
mestnanca. Na rozdiel od obyčajných zamestnancov môže vedúci pracovník zasahovať do
všetkých firmou rozpracovaných projektov (a to sa od neho aj očakáva). Celá réžia pridá-
vania, preplánovávania, prípadne rušenia firemných projektov je mu priamo dostupná.
Úprava operácií projektovPreplánovanie projektovOdstránenie projektovPridávanie nových projektov
Odstraňovanie typov
operácií
Priraďovanie typov
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Prehľad plánov
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zamestnancov
Detail uživateľa
Odstránenie zamestnanca
Úprava zamestnanca
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Prehľad uživateľov
Úprava
špecializácie
Pridanie
špecializácie
Odstránenie
špecializácie
Vedúci
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Obr. 5.2: Detail prípadu užitia vedúceho pracovníka
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5.3 Inteligencia aplikácie
5.3.1 Simulácia evolúcie
Inteligentná časť plánovača práce má za úlohu simulovať evolúciu riešení rozplánovania prác
pre zamestnancov. Využíva k tomu genetické algoritmy, v ktorých, oproti iným postupom
na prehľadávanie stavového priestoru, je možné použiť viac stratégií dokopy pre hľadanie
nových riešení, či už vo fáze generovania počiatočnej populácie, alebo pri samotnej dyna-
mickej generácií riešení v podobe evolúcie populácie. Pri každom kroku algoritmu tak môže
byť prehľadávaný variabilnejší stavový priestor.[6]
Evolúcia začína vytvorením počiatočnej populácie chromozómov, ktorú označí ako aktu-
álnu populáciu v rámci generácie. Pre každú generáciu (iteráciu) sú na aktuálnu populáciu
aplikované selekčné a reprodukčné genetické operátory. Prostredníctvom nich sa vytvárajú
nové indivíduá, ktoré sú po ohodnotení zaradené do novej generácie jedincov. Až dosiahne
veľkosť novej populácie fixného počtu chromozómov, nahradí sa ňou aktuálna populácia,
a tým pádom sa v ďalšej generácii budú nachádzať iba novo vytvorený jedinci. Evolúcia
sa ukončí až dosiahne konečného počtu generácií a ako výsledok sa uloží plán najlepšie
ohodnoteného chromozómu poslednej generácie.
5.3.2 Prvá generácia
Generovanie prvej generácie pozostáva z dvoch častí navrhnutých v [6]. Prvá má za úlohu
nájsť priradenie zamestnancov k jednotlivým operáciám a druhá určuje poradie génov
v rámci chromozómu.
Priraďovacie pravidlá
Priraďovanie zamestnancov k operáciám sleduje approach by localization prezentovaný v [3].
Tento postup berie do úvahy tak isto ako čas vykonávania jednotlivých operácií, aj zaťaženie
zamestnancov, čo je súčet časov potrebných na vykonanie operácií priradených každému za-
mestnancovi. Jeho hlavnou úlohou je nájsť pre každú operáciu zamestnanca s minimálnym
časom potrebným na spracovanie, zapamätať si toto priradenie, a ku každému nasledujú-
cemu záznamu tohto zamestnanca pridať daný čas. Opísaný princíp je aplikovaný v dvoch
pravidlách, z ktorých je na základe definovanej pravdepodobnosti zvolené práve jedno, a tak
je počiatočné priradenie generované kombináciou týchto dvoch pravidiel:
• Priraďovacie pravidlo č. 1 predpokladá štart od operácie odpovedajúcej globálnemu
minimu v tabuľke časov spracovania. Ako dôsledok tohto sa aktualizuje zaťaženie
zamestnancov na každej zo zvyšných operácií u daného zamestnanca. Algoritmus
pokračuje hľadaním nového minima u zvyšných operácií, a skončí až bude nájdené
priradenie ku všetkým dostupným operáciám.
• Priraďovacie pravidlo č. 2 náhodne prehodí práce a zamestnancov v tabuľke predtým,
ako aplikuje approach by localization. Zaťaženie zamestnancov sa v tomto prípade
aktualizuje iba pri každej nasledujúcej operácii daného zamestnanca. Výhodou tohto
pravidla je, že nájde rôzne počiatočné priradenia pri rôznych behoch programu. Tým
dochádza k lepšiemu prehľadávaniu stavového priestoru. Takisto ako prvý prístup, aj
tento končí po nájdení všetkých priradení.
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Princíp týchto dvoch postupov je zobrazený v tabuľkách 5.1 a 5.2, kde vždy posledná časť
tabuľky zobrazuje konečné priradenie a aktualizácia zaťaženia zamestnancov je zobrazená
hrubo zvýraznenými hodnotami.
Z1 Z2 Z3 Z4 Z1 Z2 Z3 Z4 Z1 Z2 Z3 Z4 Z1 Z2 Z3 Z4
O11 7 6 4 5 7 6 5 5 7 6 5 7 7 6 4 5
O12 4 8 5 6 4 8 6 6 4 8 6 8 4 8 5 6
O13 9 5 4 7 9 5 5 7 9 5 5 9 9 5 4 7
O21 2 5 1 3 2 5 1 3 2 5 1 5 2 5 1 3
O22 4 6 8 4 4 6 9 4 4 6 9 6 4 6 8 4
O23 9 7 2 2 9 7 3 2 9 7 3 2 9 7 2 2
O31 8 6 3 5 8 6 4 5 8 6 4 7 8 6 3 5
O32 3 5 8 3 3 5 9 3 3 5 9 5 3 5 8 3
Tabuľka 5.1: Počiatočné priradenie generované Priraďovacím pravidlom č. 1
Z4 Z1 Z3 Z2 Z4 Z1 Z3 Z2 Z4 Z1 Z3 Z2 Z4 Z1 Z3 Z2
O31 5 8 3 6 5 8 3 6 5 8 3 6 5 8 3 6
O32 3 3 8 5 3 3 11 5 3 3 11 5 3 3 8 5
O11 5 7 4 6 5 7 7 6 8 7 7 6 5 7 4 6
O12 6 4 5 8 6 4 8 8 9 4 8 8 6 4 5 8
O13 7 9 4 5 7 9 7 5 10 9 7 5 7 9 4 5
O21 3 2 1 5 3 2 4 5 6 2 4 5 3 2 1 5
O22 4 4 8 6 4 4 11 6 7 4 11 6 4 4 8 6
O23 2 9 2 7 2 9 5 7 5 9 5 7 2 9 2 7
Tabuľka 5.2: Počiatočné priradenie generované Priraďovacím pravidlom č. 2
Sekvenčné pravidlá
Po priradení zamestnancov k všetkým operáciam sa musia vhodným spôsobom zoradiť tak,
aby sa zachovalo poradie vykonávania jednotlivých operácii v rámci prác, do ktorých patria
(operácia Oi,j+1 nemôže byť spracovávaná pred operáciou Oi,j). To je realizované tromi
možnými postupmi, o ktorých vykonaní rozhoduje im určená pravdepodobnosť výberu.
Patrí sem
• náhodný výber práce
• najviac zostávajúcej práce (anglicky Most Work Remaining - MWR) vyberá operáciu,
u ktorej zostáva najviac času k dokončeniu zvyšných operácií v rámci práce, do ktorej
patria.
• najviac zostávajúcich operácií (anglicky Most Operation Remaining - MOR) radí
gény podľa toho, koľko operácií zostáva k spracovaniu v rámci práce práve zvolenej
operácie.
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5.3.3 Kódovanie chromozómu
Kódovanie údajov do chromozómu slúži ako symbolická reprezentácia rozvrhu práce. V týchto
riešeniach musí byť vhodne zakódovaná informácia priradenia operácie určitej práce k za-
mestnancovi, ako aj poradie vykonávania jednotlivých operácií. K tomuto problému je pou-
žitý princíp reprezentácie ako sekvenčný zoznam úloh (task sequencing list) navrhnutý v [3],
v ktorom je zoznam formovaný trojicami (i,j,k), jedna pre každú operáciu, kde
• i je práca, ktorej daná operácia patrí;
• j je čislo danej operácie v rámci práce i ;
• k je zamestnanec priradený k danej operácii.
V našom riešení plánovača je informácia o práci, do ktorej patrí operácia, obsiahnutá
v každej operácii, a tak jeden gén je možné zapísať spôsobom (Oij , Zk), kde O a Z pred-
stavujú objekty operácie a zamestnanca a indexy i, j, k ich jednoznačne určujú. Dĺžka
zoznamu je rovná celkovému počtu oprácií v zadaných prácach a operácie sú vykonávané
v tom poradí, ako sa javia v chromozóme. Prepísaním riešenia vytvoreného priraďovacím
pravidlom z tabuľky 5.1 upraveného sekvenčným pravidlom MWR tak dostaneme takto
zakódovaný chromozóm
C = (O11, Z3), (O12, Z1), (O21, Z3), (O22, Z4), (O31, Z3), (O13, Z2), (O32, Z1), (O23, Z4)
5.3.4 Dekódovanie a hodnotenie chromozómu
Aby bolo možné ohodnotiť kvalitu riešenia zakódovaného v chromozóme, je nutné najprv
tento chromozóm dekódovať do formy plánu. Každý zamestnanec má v ňom na základe po-
radia a času potrebného na vykonanie operácie, pridelený časový úsek udávajúci začiatočný
a koncový čas v určitom dni, v rámci ktorého má spracovať danú operáciu.
Pokiaľ existujú operácie z predchádzajúcich behov programu, ktoré ešte len čakajú na
spracovanie, každý z novo vytváraných chromozómov bude obsahovať časový rozvrh týchto
operácií. Nové operácie začínajú vždy minimálne od aktualného času. Ak neexistuje žiadny
predchádzajúci rozvrh, alebo ak je aktuálny čas menší, ako najmenší začiatočný čas jednej
z predchádzajúcich nedokončených operácií, začiatočný čas rozvrhu je nastavený na aktu-
álny čas. V opačnom prípade sa za začiatok rozvrhu pokladá najmenší začiatočný čas jednej
z predchádzajúcich nedokončených operácií s definovaným posunutím na minimálny možný
čas vkladania nových operácií, t.j. aktuálny čas.
U každej operácie zakódovanej v géne dekódovávaného chromozómu sa zisťuje možný
začiatočný čas spracovávania. Je ovplyvnený predchádzajúcimi operáciami rovnakej práce
danej operácie a súčastne časovým rozvrhom zamestnanca zakódovaného v tomto géne.
Celkovo môžu nastať tri situácie platiace pre počiatočný čas novej operácie:
• je obmedzený predchádzajúcou operáciou rovnakej práce;
• je možné ho nastaviť medzi už rozplánovanými operáciami v rozvrhu dekódovávaného
chromozómu;
• nastaví sa na koncový čas vykonávania poslednej operácie u príslušného zamestnanca.
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Dekódovanie riešenia je teda možné popísať algoritmom 5.1:
Algoritmus 5.1: Dekódovanie chromozómu
if existuje graf then chart← existujúci rozvrh else chart← vytvor nový rozvrh;
t0← 0; /* časové obmedzenie operácií */
t1← 0; /* časové obmedzenie zamestnanca */
foreach gén v chromozóme do
operation← načítaj operáciu z génu;
employee← načítaj zamestnanca z génu;
job← práca, v ktorej sa nachádza operation;
if operation je prvá v job || job je paralelná then
t0← začiatočný čas nových operácií v chart;
else
idx← index predchádzajúcej operácie v job;
t0← koncový čas operácie na indexe idx u job v chart;
if employee nemá priradenú žiadnu operáciu then
t1← začiatočný čas nových operácií v chart;
else
t1← koncový čas vykonávania poslednej operácie u employee;
if t1 <= t0 then
pridaj do chart zamestnancovi employee operáciu operation od t0;
else if je možné vložiť operation medzi iné operácie v chart then
start← najmenší možný začiatočný čas v nájdenej medzere;
pridaj do chart zamestnancovi employee operáciu operation od start;
else
pridaj do chart zamestnancovi employee operáciu operation od t1;
endfch
Výsledok zakódovaného chromozómu zo sekcie 5.3.3 potom bude po použití tohto po-
stupu vyzerať ako je zobrazený na obrázku 5.3.
Obr. 5.3: Ganttov graf rozkódovaného chromozómu
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Ohodnotenie chromozómu fitness funkciou priamo súvisí s celkovým časom potrebným
na spracovanie i (všetkých) zadaných prác dané vzťahom
F1 =Max {Ti|i = 1, 2, 3..., n} (5.1)
kde Ti je čas potrebný na vykonanie práce i. Keďže hľadáme riešenie, ktorého vykonanie
zaberie čo najmenej času, evolúcia bude uprednostňovať chromozómy s menšími hodnotami
fitness. V dôsledku toho, že každá práca i zadaná medzi zamestnancov má definovaný
čas a dátum di, kedy sa predpokladá jej dokončenie (deadline), bude kvalita chromozómu
závisieť sučastne aj od toho, ako dané riešenie spĺňa túto podmienku. Tým je implicitne
umožnené uprednostňovanie riešení, ktorých deadline je najbližšie vzhľadom k aktuálnemu
dátumu. Indikátor tejto nedochvílnosti predstavuje F2 určené ako
F2 =
∑n
i=1Max {Ti − di, 0}
n
(5.2)
V každej generácii sú všetky chromozómy C ohodnotené hodnotiacou funkciou f podľa
f(C) = α× F1 + (1− α)× F2 (5.3)
kde 0 ≤ α ≤ 1 a α určuje váhu (relatívnu dôležitosť) danú celkovému času spracovania
F1 a nedochvílnosti vykonania prác F2.
5.3.5 Selekcia
Pre proces reprodukcie sa z aktuálnej populácie vyberajú práve dvaja rodičia prostredníc-
tvom jedného z dvoch možných selekčných mechanizmov popísaných v sekcii 3.3, konkrétne
výber podľa poradia a turnajový výber o veľkosti skupiny vybraných chromozómov rovnej
2 (binárny turnaj).
5.3.6 Reprodukcia
Reprodukčné operátory kríženia a mutácie sú na základe [6] rozdelené na priraďovacie
a sekvenčné operátory. Ak nie je pri krížení aplikovaný ani jeden z týchto dvoch prístupov,
riešenia sa okopírujú do potomkov s rovnakým priradením a poradím operácií, ako sa javia
v rodičoch.
Priraďovacie operátory
Operátory, ktoré menia iba priraďovacie vlastnosti chromozómov, takže poradie génov je
v potomkoch zachované. Priraďovacie kríženie vytvorí potomka výmenou priradených za-
mestnancov zvolenej podmnožiny operácií medzi oboma rodičovskými chromozómami. Pri-
raďovacia mutácia mení priradenie iba u jedinej operácie v jednom rodičovi. V obidvoch
prípadoch sú operácie, ktorých priradenie sa bude meniť zvolené náhodne.[6]
Sekvenčné operátory
Sekvenčné operátory menia iba poradie génov v rodičovských chromozómoch, to znamená,
že priradenie zamestnancov k operáciám je v potomkoch zachované. Pri aplikovaní týchto
operátorov sa musia zachovať obmedzenia prednosti operácií v rámci rovnakej práce. Použi-
tie algoritmov, ktoré by takéto neuskutočniteľné riešenia modifikovalo by bolo veľmi časovo
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náročné. Z toho dôvodu sú použité Precedence Preserving Order-based (POX) krížiace
a Precedence Preserving Shift (PPS) mutačné operátory navrhnuté v [5], ktoré neporušujú
obmedzenia prednosti a generujú len uskutočniteľné riešenia.
POX, ktorého časť pre vytvorenie jedného potomka je popísaná algoritmom 5.2 gene-
ruje dvoch potomkov z dvoch rodičovských chromozómov. Najprv náhodne vyberie operáciu
z prvého rodiča, skopíruje do prvého potomka na rovnaké pozície ako sa javia v rodičovi
všetky operácie rovnakej práce ako je zvolená operácia a potom doplní do tohto nového in-
divídua zvyšné operácie v rovnakom poradí ako sú zoradené v druhom rodičovi. Symetrický
proces je opakovaný pre druhého rodiča a druhého potomka.[6]
Algoritmus 5.2: POX kríženie
input : pole rodičov parents o dvoch prvkoch
output: potomok child
gene rand← náhodne vyber gén z parents[0];
idx← 0; /* pozícia v parents[1] */
foreach gene first v parents[0] do
if práca v gene first == práca v gene rand then
vlož gene first do child;
else
while idx <= počet génov v parents[1] do
gene sec← gén na pozícii idx v parents[1];
if práca v gene sec ! = práca v gene rand then
vlož gene sec do child;
idx← idx+ 1;
ukonči cyklus;
else
idx← idx+ 1; /* gény s rovnakou prácou sú ignorované */
endwhile
end if
endfch
PPS operátor vyberie náhodne operáciu z jedného rodičovského chromozómu a presunie
ju na inú pozíciu v rámci toho istého indivídua a súčastne zachováva obmedzenia prednosti
pre danú operáciu. Celý princíp jeho fungovania je popísaný algoritmom 5.3.
Algoritmus 5.3: PPS mutácia
input : rodič parent
output: rodič parent
gene← náhodne vyber gén z parent;
lmp← index prvej najľavejšej operácie rovnakej práce ako je práca v gene;
rmp← index prvej najpravejšej operácie rovnakej práce ako je práca v gene;
p← náhodne vybratý index novej pozície z otvoreného intervalu (lmp, rmp);
premiestni gene v parent na index p;
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Kapitola 6
Implementácia
6.1 Použité technológie
Technológie využité pre vytvorenie plánovača práce sa líšia v závislosti od častí, z ktorých
sa plánovač skladá. Rozhranie, ku ktorému majú uživatelia prístup z prostredia internetu je
realizované pomocou v súčastnosti pravdepodobne najčastejšie použivaných a servermi vy-
sokopodporovaných jazykov pre tvorbu internetových stránok - HTML a PHP. Inteligentná
časť využívaná pre rozplánovanie projektov je vytvorená v prostredí jazyku Java a ako taká
je explicitne volaná z PHP.
6.1.1 HTML, PHP
Hypertext Markup Language označovaný skratkou HTML je vyvinutý z univerzálneho zna-
čkovacieho jazyka SGML a stal sa používaným jazykom pre tvorbu webových stránok. Vý-
voj tohoto jazyka začal v roku 1991 a odvtedy bolo vyvinutých niekoľko verzií. V súčastnej
dobe sa najčastejšie používa verzia HTML 4.01 využitá aj v tejto aplikácii hlavne kôli jej
podpore v internetových prehliadačoch. HTML všeobecne slúži na zobrazovanie statických
informácii na webe v textovej alebo grafickej podobe.
PHP je skriptovací programovací jazyk, ktorý sa dá použiť pre tvorbu dynamických
internetových stránok. V súčastnosti je jazyk PHP veľmi rozšírený kvôli jeho veľkej využi-
teľnosti pri menších a stredne veľkých projektoch a vysokej podpore zo strany serverov.
Veľmi dobre pracuje s rôznymi databázovými servermi (MySQL, ORACLE, PostgreSQL,
atď.), taktiež sa vyznačuje širokým repertoárom implementovaných funkcií, a tým vo veľkej
miere urýchluje prácu programátorom. Hlavná nevýhoda jazyku PHP vyplýva z jeho po-
vahy a je ňou rýchlosť spracovania. Úlohou uživateľského rozhrania je však len prezentovať
uložené údaje a spracovávať zadané vstupy, čo nevyžaduje veľký výpočetný výkon a preto
je táto nevýhoda zanedbateľná.
6.1.2 Nette framework
PHP framework Nette je veľmi efektívny nástroj pre tvorbu kvalitných webových aplikácií.
Objektovo orientovaný prístup s MVC návrhovým vzorom a kvalitnými nástrojmi pre prácu
výrazne urýchluje a sprehľadňuje vývoj webových aplikácií. Vďaka jeho štruktúre a vlast-
nostiam je možné vytvorené produkty veľmi jednoducho upravovať a rozširovať. Kladie
minimálne nároky na prostredie webového serveru, ktoré sú veľmi ľahko overitelné, čo činí
jeho distribúciu bezproblémovou. Jedna z jeho hlavných výhod je vysoká úroveň zabezpe-
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čenia eliminujúca existenciu bezpečnostných dier, čo je pri citlivých webových aplikáciách
najdôležitejší faktor prevádzky.[1]
6.1.3 Java
Z dôvodu hlavnej nevýhody jazyku PHP je časť aplikácie, ktorá vyžaduje vyšší výpočetný
výkon vytvorená v odlišnom prostredí. Objektovo orientovaný jazyk Java nepatrí medzi
najrýchlejšie programovacie jazyky, ale jeho výhody, medzi ktoré sa zaraďuje hlavne množ-
stvo dostupných knižníc a garbage collector spravujúci pamäť výrazne prevyšujú ostatné
jazyky. Rýchlosť vykonania je síce pri tomto probléme veľmi dôležitý ukazateľ, ale keďže je
aplikácia určená prevažne pre menšie, prípadne stredne veľké firmy, u ktorých sa nepredpo-
kladajú príliš vysoké nároky na výpočetný výkon, výhody tohto jazyku prevyšujú. Takisto
ako aj PHP ani Java nie je platformovo závislá a preto je možné plánovač používať na
rôznych typoch systému.
6.1.4 MySQL
MySQL je databázový systém, s ktorým prebieha komunikácia pomocou jazyku SQL. Vy-
značuje sa veľmi dobrou podporou webhostingových serverov, rýchlosťou, spolahlivosťou
a jednoduchosťou zálohovania. Je schopný bez problémov pracovať s rôznym kódovaním
znakov, čo je vhodné hlavne pri jazykoch so špeciálnymi znakmi, akými sú napríklad slo-
venčina alebo čeština.
Systém pri požiadavku na zobrazenie niektorej stránky vytvorí pripojenie k databáze.
V nej sa v príslušnej tabuľke vyhľadajú údaje pre požadovanú stránku a následne sú pomo-
cou PHP vypísané do HTML kódu a zobrazené uživateľovi. Tento princíp sa využíva hlavne
pri jednoduchých úpravách údajov, kedy nie je potrebné zasahovať do kódu stránok, len sa
upravia dáta uložené v databáze.
6.2 Databáza
Všetky údaje potrebné pre plánovanie projektov a správu sú ukladané v centrálnej databáze
pozostávajúcej celkovo z 10 tabuliek. ERD diagram zobrazujúci vzťahy medzi jednotlivými
tabuľkami je zobrazený na nasledujúcich obrázkoch. V tabuľkách jobtype a operation (obr.
6.1) sú definované typy prác a operácií, pre ktoré má firma kvalifikáciu. To, ktoré operácie
sú súčasťou určitých typov prác a zároveň poradie ich vykonávania v rámci týchto prác je
určené tabuľkou jobtype operation.
id integer(10)
id_specialization integer(10)
name varchar(30)
operation
id integer(10)
name varchar(30)
paralel tinyint(1)
jobtype
id_jobtype integer(10)
id_operation integer(10)
sequence smallint(2)
jobtype_operation
Obr. 6.1: ERD diagram typov práce a operácií
S uživateľmi súvisiace údaje sú uložené celkovo v troch tabuľkách zobrazených na ob-
rázku 6.2 začinajúcimi prefixom user podľa toho, aké dáta sú v nej uchovávané. Podľa
príslušného sufixu tak možno rozlíšiť, či ide o špecializácie uživateľov (sufix specialization),
časy potrebné na spracovanie operácií definovaných v tabuľke operation, alebo osobné a pri-
hlasovacie údaje potrebné pre autentifikáciu a orientáciu v aplikácii (bez sufixu).
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id integer(10)
username varchar(30)
password varchar(64)
registerTime timestamp
id_role varchar(20)
name varchar(20)
surname varchar(20)
email varchar(60)
deletable tinyint(1)
user
id varchar(20)
deletable tinyint(1)
admin tinyint(1)
aclrole
id integer(10)
name varchar(30)
specialization
id_user integer(10)
id_specialization integer(10)
user_specialization
id_user integer(10)
id_operation integer(10)
proc_time integer(10)
user_operation
id integer(10)
id_specialization integer(10)
name varchar(30)
operation
Obr. 6.2: ERD diagram uživateľov
Projekty rozplánované medzi zamestnancov sú so všetkými potrebnými údajmi k náj-
deniu v tabuľke job a ich aktuálny časový plán pre zamestnancov s predpokladaným do-
končením je uložený v schedule.
id_user integer(10)
id_operation integer(10)
id_job integer(10)
start timestamp
end timestamp
done tinyint(1)
time integer(10)
schedule
id integer(10)
username varchar(30)
password varchar(64)
registerTime timestamp
id_role varchar(20)
name varchar(20)
surname varchar(20)
email varchar(60)
deletable tinyint(1)
user
id integer(10)
id_jobtype integer(10)
id_user integer(10)
title varchar(255)
due_time timestamp
completed tinyint(1)
inProgress tinyint(1)
completedAt timestamp
job
id integer(10)
id_specialization integer(10)
name varchar(30)
operation
id integer(10)
name varchar(30)
paralel tinyint(1)
jobtype
zadáva
Obr. 6.3: ERD diagram rozplánovaných projektov
6.3 Konfigurácia plánovača práce
Správne fungovanie plánovača vyžaduje v prvom rade korektné nastavenie parametrov po-
trebných k jeho behu. Všetky tieto nastavenia sú dostupné v konfiguračnom xml súbore
scheduler/config.xml. Sú rozdelené do dvoch častí, kde prvá z nich označená párovým ta-
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gom work (kód 6.1) sa venuje konfigurácii pracovnej doby, v akej firma používajúca plánovač
práce funguje. Tag day reprezentuje deň v týždni daný atribútmi name a value, v ktorom je
pracovanie buď povolené (hodnota true) alebo zakázané (false). Dni nepatriace do pracov-
nej doby nie sú v plánovaní vôbec uvažované a aplikácia ich pri rozdelovaní práce ignoruje.
Časy sa vždy posúvajú do najbližšieho pracovného dňa, preto musí byť definovaný mini-
málne jeden takýto deň v týždni. Predvolené pracovné dni sú nastavené na pracovný týždeň
od pondelku do piatku, a cez víkend sa nepracuje.
Čas pracovnej doby v rámci pracovného dňa môže byť takisto variabilný a jeho začiatok
a koniec sú definované počtom minút od začiatku daného dňa v tagu period (480 minút je
8 hodín, a teda začiatok bude o 8:00 ráno). Všetky časy, ktoré vychádzaju mimo intervalu
pracovnej doby sú automaticky posunuté tak, aby spadali do tohto rozmedzia v rámci
najbližsieho pracovného dňa a doby určenej pre prácu.
<work>
<days>
<day name="MON" value="2">true</day>
<day name="TUE" value="3">true</day>
<day name="WED" value="4">true</day>
<day name="THU" value="5">true</day>
<day name="FRI" value="6">true</day>
<day name="SAT" value="7">false</day>
<day name="SUN" value="1">false</day>
</days>
<period >
<start value="480" />
<end value="960" />
</period >
</work>
Kód 6.1: Konfigurácia pracovnej doby
V druhej časti konfiguračného súboru sú definované riadiace konštanty genetického al-
goritmu. Jedná sa o obecné nastavenia zobrazené v časti kódu 6.2 určujúce počet generácií
(iterácií) genetického algoritmu a hodnotu alpha udávajúcu váhu zložiek fitness funkcii
(viď sekcia 5.3.4). Taktiež je možné meniť veľkosť populácie a selekčný algoritmus, ktorý
je predvolene nastavený na binárny turnaj. Pokiaľ je turnaj vypnutý (atribút value tagu
tournament nastavený na false) automaticky sa pre selekciu použije výber podľa poradia.
Zvyšok nastavení predstavuje pravdepodobnosť výberu operátorov pre generovanie počia-
točnej populácie, kríženia a mutácie.
<general >
<generations value="100" />
<alpha value="0.9" />
</general >
Kód 6.2: Obecné nastavenie genetického algoritmu
Všetky konfigurácie genetického algoritmu sú nastavené na predvolené hodnoty, ktoré
počítajú s nasadením pre menšie firmy a ponúkajú im tak optimálne časové zaťaženie s ohľa-
dom na kvalitu riešenia. Pri používaní plánovača väčšou firmou je žiadúce prispôsobenie
jednotlivých parametrov (hlavne počet generácií a veľkosť populácie) počtu zamestnancov
a počtu projektov, ktoré firma dostáva k spracovaniu. To síce ovplyvní čas potrebný na
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rozplánovanie zákazok, ale ak by sa tak nespravilo, vygenerované plány by nedosahovali
optimálnych riešení. Aplikácia by mala byť konfigurovaná vždy pred ostrým behom, a po-
čas jej využívania vo firme by sa hodnoty nemali meniť, pretože by to mohlo spôsobiť
nekonzistentné výsledky.
6.4 Autentifikácia a autorizácia uživateľov
Po úspešnej konfigurácii aplikácie je s ňou možné začať pracovať. Do systému majú prí-
stup len zaregistrovaný uživatelia. Každý užívateľ je jednoznačne identifikovaný unikátnym
uživateľským menom, ktoré je po registrovaní uživateľa nemenné. Pri pokuse o prihlásanie
sa do systému trieda Authenticator overí správnosť uživateľského mena a hesla a pokiaľ sú
tieto údaje korektné je mu pridelená nová identita. Identita obsahuje základné informácie
uchovávané o uživateľovi spolu s pridelenou rolou, pod ktorou v systéme vystupuje. Celkovo
môže vystupovať v práve jednej z troch rolí:
• Zamestnanec má obmedzené práva. Popis jeho možnej činností v systéme je definovaný
v sekcii 5.2.1.
• Vedúci pracovník má za úlohu správu a monitorovanie zamestnancov, správu typov
prác a operácií firmou vykonávaných a hlavne pridávanie a úpravu projektov (viď sek-
cia 5.2.2). Nemôže sa podielať na riešení projektov, je však možné vytvorenie nového
účtu s rolou zamestnanec, ktorá mu toto umožňuje.
• Administrátor dedí všetky práva od vedúceho a naviac môže pridávať do systému
nových vedúcich, prípadne meniť role už existujúcich uživateľov.
O ich autorizáciu k prístupu do jednotlivých sekcií sa stará trieda Authorizator.
6.5 Pridávanie a správa projektov
Pridávanie nových projektov predstavuje najdôležitejšiu časť aplikácie. Práve v tomto mieste
sa využívajú evolučné algoritmy k rozplánovaniu nových projektov. Pridávanie prebieha
prostredníctvom formuláru v uživateľskom rozhraní, kde vedúci pracovník určí názov no-
vého projektu, typ práce, z ktorého budú vychádzať jednotlivé operácie projektu, a dátum
a čas požadovaného dokončenia (deadline). Potvrdením formuláru sa do databázovej ta-
buľky Job pridá nový záznam s vyplnenými údajmi a príznak inProgress je v tomto zá-
zname nastavený na hodnotu 0 (false). Prostredníctvom PHP funkcie shell exec() sa zavolá
inteligenčná časť aplikácie ako samostatný program. Ako jeho argumenty vystupujú pa-
rametre pripojenia k databázovému serveru. Sú mu predané z PHP a zhodujú sa s tými,
ktoré využíva PHP ku komunikácii s MySQL. Štruktúra inteligentnej časti vykonávajúcej
genetický algoritmus je zobrazená pomocou diagramu tried na obrázku 6.4.
V počiatočnej fáze sa vytvorí a inicializuje nová aplikácia, starajúca sa o celú simuláciu
evolúcie. Inicializácia spočíva v nastavení údajov získaných z konfiguračného súboru popí-
saného v sekcii 6.3, vytvorenia objektu, ktorý kontroluje beh simulácie a uloženia všetkých
potrebných informácií z databázy do triedy Storage vystupujúcej ako sklad. Spojenie s da-
tabázou, získavanie a ukladanie údajov zabezpečuje trieda Model, ktorá k tomu využíva
parametre poskytnuté ako argumenty programu. Medzi dáta, s ktorými evolučné algoritmy
pracujú patrí zoznam všetkých zamestnancov definovaných v systéme a všetky nedokončené
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Obr. 6.4: Diagram tried inteligentnej časti aplikácie
a nerozpracované projekty z tabuľky Job. V závislosti od ich typu práce sa doplnia ope-
rácie, z ktorých jednotlivé projekty budú pozostávať, a časy spracovania týchto operácií
dostupnými zamestnancami. Pokiaľ už sú nejaké projekty rozplánované a nemajú dokon-
čené všetky operácie, vytvorí sa fixný plán s týmito operáciami, ktorých časové úseky budú
nemenné. Takýto plán bude obsahovať každý chromozóm a nové operácie sa budú dopĺňať
iba na voľné pozície z toho dôvodu, aby raz rozplánované projekty nemenili svoje časové
priradenie a nenarušili tak už existujúce plány. Údaje sa uložia vždy na začiatku behu
a ďalšia komunikácia s databázou už neprebieha.
Po úspešnej inicializácii má genetický algoritmus k dispozícii všetky dáta, ktoré potre-
buje k svojmu behu a môže začať simuláciu evolúcie tak, ako je popísaná v sekcii 5.3.1. Po
konečnom počte iterácií (generácií) sa z poslednej generácie vyberie chromozóm s najlepším
ohodnotením a jeho časový plán sa vloží do databázy. Vykonávanie sa znovu vráti do PHP
a pridaný projekt, ktorého plán sa vytvoril, zmení príznak inProgress na hodnotu 1 (true).
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Nový projekt sa po naplánovaní zobrazí v tabuľkovom gride (obrázok 6.5) medzi os-
tatnými rozplánovanými (dokončenými aj nedokončenými) projektami spolu so všetkými
potrebými informáciami. Pokiaľ je predpokladaný čas dokončenia (čas dokončenia posled-
nej operácie) väčší ako deadline nastavený pri zadavání projektu, toto políčko sa podfarbí
červenou farbou, čím vedúceho upozorní, že zadaný projekt sa pravdepodobne nestihne
dokončiť v požadovanom čase.
Obr. 6.5: Tabuľkový datagrid naplánovaných projektov
Pokiaľ sa na projekte ešte nezačalo pracovať (čas začiatku spracovania prvej operácie
je väčší ako aktuálny čas) vedúci pracovník má možnosť ho preplánovať a potenciálne tak
zlepšiť jeho predpokladaný konečný čas. Keďže sú projekty zadávané po jednom, sú tak
aj rozplánovávané a tým sa nevyužíva plná sila genetického algoritmu. Preto je väčšinou
veľmi výhodné po pridaní niekoľkých projektov ich hromadné preplánovanie, čo môže trvať
o niečo dlhšie ako rozplánovanie jedného projektu, ale v konečnom dôsledku to môže výrazne
skrátiť celkovú dobu na ich spracovanie.
V detaile projektu sú zobrazené jednotlivé operácie a k nim priradení zamestnanci.
Každý zo zamestnancov môže upravovať len operácie jemu pridelené. Úprava zahrňuje
zmenu stavu operácie a pridanie skutočného času, ktorý jej spracovanie zabralo. Podľa
týchto údajov sa potom môže vedúci rozhodnúť meniť časové nároky zamestnancov. Pro-
jekt je automaticky dokončený až sú hotové všetky operácie, ktoré zahŕňa a podľa toho je
aj nastavený čas jeho ukončenia.
6.6 Časový plán projektov
Po prihlásení do systému je uživateľ automaticky presmerovaný na domovskú stránku, na
ktorej sa nachádzajú rozplánované operácie pre aktuálny deň. Uživateľovi sú tak hneď
k dispozícii všetky najpotrebnejšie informácie a nemusí sa k nim preklikávať niekoľkými
stránkami. V závislosti od roly, v akej uživateľ v aplikácii vystupuje, sú mu buď zobrazené
len jeho operácie (zamestnanec), alebo operácie všetkých vo firme pracujúcich zamestnancov
(vedúci a admin).
O zobrazovanie plánu sa stará komponenta Chart vytvorená špeciálne pre účel tejto
aplikácie, ktorá nijak nepracuje s evolučnými algoritmami. Jej úlohou je len vhodne pre-
zentovať údaje o rozplánovaných projektoch uložené v databáze. Pozostáva z dvoch častí:
• Časový plán zamestnanca pre určitý deň (obrázok 6.6), v ktorom sú zobrazené operá-
cie, ako v danom dni za sebou nasledujú. Každá operácia má pridelený určitý časový
úsek a podľa neho sa vypočíta šírka zvýraznenej časti tohto úseku v pláne, vzhľa-
dom na firemnú pracovnú dobu. Každá z operácií môže naberať dva stavy. Buď je
dokončená, alebo čaká na spracovanie (je aktuálne spracovávaná). Na základe toho sú
takto rôzne operácie farebne odlíšené. V časovom pláne je zobrazený vždy len jeden
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deň (predvolený je dnešný deň), prostredníctvom handlerov je však možné posúvať
sa o deň dopredu, prípadne dozadu a prezerať si tak vyťaženosť zamestnancov. Ak
zamestnanec nemá pre vybratý pracovný deň naplánovanú žiadnu prácu, komponenta
o tom dá uživateľovi patričným spôsobom vedieť (viď obrázok 6.7). V prípade nepra-
covného dňa nie sú zobrazené žiadne operácie k spracovaniu.
• Filter slúžiaci na zefektívnenie cieleného prehľadu časového plánu zamestnancov.
Umožňuje výber určitého kalendárneho dňa, a taktiež aj zobrazenie operácií u za-
mestnancov v rámci určitej špecializácie. Vedúci pracovníci majú naviac možnosť
zobrazovať plán ľubuvoľného, nimi vybraného zamestnanca.
Obr. 6.6: Komponenta Chart zobrazujúca rozplánované operácie jedného zamestnanca
Obr. 6.7: Komponenta Chart zobrazujúca rozplánované operácie všetkých zamestnancov
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Kapitola 7
Záver
Cieľom tejto bakalárskej práce bolo vytvoriť webový systém, ktorý bude akceptovať niekoľko
osôb a ich pracovné zaradenie a bude mať za úlohu rozložiť zadávanú prácu medzi tieto
osoby podľa ich vyťaženosti.
Problém plánovania je veľmi známy a sú vymyslené rôzne spôsoby ako si s ním efektívne
poradiť. Po naštudovaní problematiky evolučných algoritmov som sa pre riešenie rozhodol
použiť jednu z ich techník - genetické algoritmy.
Pri vývoji som sa zameriaval na to, aby bola aplikácia jednoduchá na ovládanie, pre-
hľadná s čo najviac dostupnými a intuitívnymi funkciami, a aby bola čo najlepšie zabez-
pečená voči úmyselnému alebo neúmyslenému nevyžiadanému zásahu do citlivých údajov.
Veľké úsilie som venoval inteligentnej časti, hlavne využitiu rozmanitých postupov pre jed-
notlivé fázy hľadania čo najlepšieho plánu.
Systém inteligentného plánovania práce zefektívňuje prácu zamestnancov vo firme a umož-
ňuje vedúcim pracovníkom lepší nadhľad nad činnosťou ich podriadených. Pre ešte väčší
prehľad by bolo žiadúce v budúcnosti rozšíriť zobrazený plán projektov na dlhšie časové
obdobie (napríklad jeden týždeň).
Vo firme sa bežne stáva, že niektorý zo zamestnancov ochorie, alebo si vezme dovolenku,
a preto je v určitom období práce neschopný. Do systému by sa preto mohla takáto funkci-
onalita doplniť s tým, že zamestnanec na maródke alebo dovolenke by nebol uvažovaný pri
rozdelovaní práce na vymedzené časové obdobie.
Tým, že genetické algoritmy plánujú projekty na základe presného času spracovania
dochádza k problému odhadu tohto času. Veľakrát sa stáva, že tieto odhady sú dosť ne-
presné. Tento problém by sa mohol vyriešiť napríklad tak, že operáciám by sa namiesto
fixného času určil pri zadávaní projektu stupeň náročnosti a systém by podľa neho z histó-
rie predchádzajúcich projektov zamestnancov a možných ďalších závislostí vygeneroval čas
potrebný pre ich spracovanie.
Systém by sa mohol rozšíriť o možnosť náhľadu na stav vývoja projektu pre klientov,
aby tak mohli sledovať progres svojej zákazky. Prípadne by bolo možné doplniť určitú formu
vnútorného komunikačného kanálu medzi klientami a vedúcimi alebo inými uživateľmi.
Pri potrebe porovnávania výkonnosti zamestnancov v určitom časovom období by bolo
možné prezentovať vedúcemu štatistiky spracovávania jendotlivých operácií rôznymi za-
mestnancami s možnosťami návrhu zvýšenia prípadne zníženia platobného ohodnotenia na
základe týchto údajov, alebo počítanie výšky prémií.
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