Researchers have extensively explored predictive control strategies for controlling heating, ventilation, and air conditioning (HVAC) units in commercial buildings. Predictive control strategies, however, critically rely on weather and occupancy forecasts. Existing state-of-the-art building simulators are incapable of analysing the in uence of prediction errors (in weather and occupancy) on HVAC energy consumption and occupant comfort. In this paper, we introduce ThermalSim, a building simulator that can quantify the e ect of prediction errors on the HVAC operations. ThermalSim has been implemented in C/C++ and MATLAB. We describe its design, use, and input format.
INTRODUCTION
Buildings consume one-third of total energy across the world, with heating, ventilation, and air-conditioning (HVAC) being the major contributor [7] . Recent studies [5, 9, 11] show that predictive control strategies (for HVAC) can signi cantly reduce the energy footprint without compromising the user comfort. However, predictive control strategies primarily rely on the accuracy of weather and occupancy forecast [8] . Therefore, it becomes critical for the researchers to either conduct the studies in real-world or use building simulators to analyse the in uence of prediction errors on the e ectiveness of their proposed approach.
In this work, we present ThermalSim -a framework for researchers to simulate the thermal behaviour of a commercial building for error-analysis. The following features di erentiate ThermalSim from existing simulators, such as EnergyPlus [4] and GridLAB-D [2]:
• Lightweight: ThermalSim is implemented in C/C++ (along with MATLAB) while using header based libraries to ensure that it can be executed even on low-cost Single Board Computers (SBC) such as Raspberry Pi.
• Compatible: ThermalSim can be run on Linux, Windows, or Mac. * The author did the work during an internship at University of Waterloo.
• Easy-to-Use: ThermalSim takes human readable keyvalue pairs as an input. Users can run any number of instances in parallel, giving di erent les as input.
• Easy-to-Customize: Users can add thermal models and control algorithms by writing simple functions in C/C++ and MATLAB.
Though we designed ThermalSim primarily for modelling thermal behaviour of a building, it is possible to extend the framework to model other applications. For example, ThermalSim can be used to simulate the heat dissipation across battery cells.
Next, we discuss the architecture of ThermalSim. Figure 1a depicts the detailed design of ThermalSim. It consists of four major modules -
SYSTEM ARCHITECTURE
(1) Master -handles data input/output and preprocessing, (2) Error Management -injects realistic errors in occupancy data, (3) Simulator -simulates temperature evolution for a given thermal model and control logic, and (4) Analyser -computes the energy consumption and discomfort based on the simulation.
To estimate control parameters for the HVAC (in the simulator module), we also incorporated AMPL [1] -an algebraic modelling language for mathematical programming -into ThermalSim.
Master
ThermalSim takes as input historical weather and occupancy data in CSV (Comma Separated Values) format and a usergenerated description of building and simulation control parameters in a separate le in the form of key-value pairs (Figure 1b) . The latter input includes start/stop time for the simulation, parameters for the thermal model, and choice of control strategies, among others. Based on the start and stop time of the simulation (as provided by the user), the master module slices the weather and occupancy data for the corresponding duration. Depending on the data requirements, the master module preprocesses the sliced data set, prior executing the simulations ( lling in missing values, upsampling, downsampling) . Finally, master module saves the output of the simulation and the analysis, to various les. 

Error Management
ThermalSim represents occupancy data for each day as a string of consecutive 0's (for unoccupied workspaces) and 1's (for occupied spaces). We call this string an occupancy string. We only consider two states of occupancy because a majority of occupancy prediction algorithms use occupancy as a two state variable. The length of a single occupancy string depends upon the sampling rate of the occupancy data. Data sampled every ten minutes will generate an occupancy string of length 144 characters and data sampled every thirty-seconds will result in 2880 character-long string. ThermalSim divides the whole occupancy data set into daywise occupancy strings to then generate an error matrix for a systematic injection of errors in the occupancy data.
Error Matrix. The goal of the Error Matrix is to add occupancy errors in a realistic manner. That is, the process of adding occupancy errors should result in a realistic occupancy trace, rather than an unrealistic one, such as occupancy during the middle of the night.
Speci cally, given a dataset with n occupancy strings, an error matrix is a symmetric matrix of size n 2 with diagonal elements equal to zero. Each matrix element is the percentage di erence between any two occupancy strings, using the Hamming distance metric. This is the number of positions at which there is a mismatch in the given strings [6] . NExt, ThermalSim divides the Hamming distance by the total length of the occupancy string to compute the error percentage.
To illustrate, suppose a user wants to analyse di erent control strategies given a 10% error in occupancy forecast. The error management module will look for an occupancy string (in the database) which is closest to the day of analysis. We term the selected occupancy string as the reference string. The module will then look into the error matrix to nd all those strings that have 10% error when compared with the reference string and randomly selects one of them. We term the selected string as the erroneous string. If the day (reference string) is 30% occupied, then total occupancy in the erroneous string may fall in the range of 20%-40%. The error management module nally returns the reference and erroneous string for further processing.
Simulator
The simulator module takes input from the master and error management modules to simulate the thermal behaviour of a given space. It comprises of two major blocks -(1) thermal model -depicts the thermodynamics of the space, and (2) control module -computes control variables.
Thermal Model. The room temperature depends upon the external temperature, occupants, and various heating or cooling loads present in the room. A thermal model depicts the heat exchange happening within the room. The simulator supports a general HVAC architecture for a building consisting of multiple air handling units (AHUs) where each AHU regulates temperature in various variable air volume (VAV) zones. Each VAV zone provides hot/cold air across all the rooms (and shared spaces) present in that particular zone.
Control Box. A building manager uses the control parameters (such as supply air volume, supply air temperature) as a knob to achieve the desired comfort levels in the room. These parameters also guide the total energy consumption (of HVAC) and occupants' comfort. The value of these parameters depend on the control strategy, implemented to control the HVAC.
Analyser
In this section, we discuss the metrics to compute energy consumption and the discomfort.
(1) Energy Consumption: This is the energy consumed by a building in a day (Equation 1), where P(t) denotes the power consumed by HVAC (and other heating/cooling devices), τ denotes the sampling rate, and n t denotes the total number of data samples in a day. (2) Occupants' Discomfort: To compute discomfort, ThermalSim leverages Predicted Mean Vote (PMV) [3] that refers to a thermal scale to decide if the occupants will be satis ed in the given thermal conditions or not (Equation 2).
At a given time instance t, If PMV (P i j (t)) lies with the comfort requirements ([P ll − P ul ]) of an individual then room j or VAV zone i is marked as comfortable else uncomfortable (Equation 3).
D i j % denotes the total percentage of time instances (in a day) when the user experienced discomfort whenever the room was occupied (Equation 4).
Table 1 summaries the terms used in the analysis. The analyzer utilizes the speci ed metrics to compare di erent control strategies, as de ned in its controller. Besides, it also provide various scripts to generate comparative plots to facilitate deeper analysis.
CASE STUDY
In this section, we demonstrate ThermalSim's capabilities by evaluating an implementation of model predictive control strategy for di erent levels of occupancy error.
We consider a single zone (of a building) comprising of ve rooms surrounded by walls on the three sides and exposed to weather conditions from the fourth side (Figure 2) . We assume that there is an AHU unit in the building and a dedicated VAV unit for each zone within the building. Though this building is hypothetical, it is a common architectural pattern, for example, used while designing faculty o ces in Universities where o ces are in series separated by a thick brick wall. In model predictive control (MPC), the optimization is performed over a time horizon, as opposed to just at one point of time, which requires predictions of occupancy and weather for future time steps. We implement MPC with two time scales [10] where HVAC supply air temperature is changed every 1 hour and supply air volume every 10 minutes. These time-scales are determined by the physical limitation of the system. Predictive control strategies depend on the occupancy forecast to run the HVAC, and the errors in occupancy forecast can lead to undesired outcomes such as energy wastage and occupants' discomfort. For a given error percentage, there are many possible erroneous occupancy strings, and any of the ones selected by the ThermalSim does not necessarily lead to an increase in energy, or discomfort. To illustrate, the large circle in Figure 3a depicts the energy consumption and occupants' discomfort for one day while assuming perfect occupancy prediction. The stochastic behavior of prediction errors leads to instability in HVAC operations and makes it hard to precisely estimate energy consumption and user comfort. Therefore, for each day and error percentage, ThermalSim simulates fteen di erent erroneous occupancy patterns. This compensates for any bias due to the selection procedure of the erroneous occupancy strings. The energy consumption and occupants' discomfort through these erroneous occupancy strings are depicted by the smaller red circles.
We see that when the prediction error increases from 5% (left) to 20% (right), the spread depicting the erroneous strings widens and starts moving away from the point showing the perfect prediction. However, a building manager would prefer limited deviations; thus, to quantify the impact of prediction errors, Equation 5 presents a metric robust which computes the number of instances (out of fteen) that stays within the desired limits of the building manager.
robust (%) = # of instances within limits total # of instances × 100 (5)
We use ±20 kW h and ±5% as the acceptable limits for energy consumption and occupants' discomfort, respectively. The red boxes in Figure 3a shows the acceptable limits of energy and discomfort for MPC.
In case of MPC, the system decides the control parameters such that the desired room temperature (same for each room) is achieved across all the rooms. Therefore, in case of a sudden change in the occupancy, the MPC has to reset the control parameters which might take considerable time to balance the energy-discomfort tradeo . Therefore, as the prediction error increases from 5% to 20%, the performance of MPC keeps dropping (Figure 3b) .
A INPUT FOR SIMULATION
In this section, we present the input for simulation. The start and stop time is taken in mmddThhmm format. The values of parameters for room rely on the thermal model implemented for the simulations. The parameters of PMV indicate the coe cients learned by running a regressor over a linear model designed to compute to PMV. We will shortly release the code.
