Explorando sistemas dinámicos 3d no lineales by Haramburu, Pablo & Delrieux, Claudio
Explorando Sistemas Dina´micos 3D no Lineales
Pablo Haramburu
Universidad de Buenos Aires
ph0u@dc.uba.ar
Claudio Delrieux*
Universidad Nacional del Sur y Universidad de Buenos Aires
claudio@acm.org
Palabras clave: visualizacio´n cient´ıﬁca, visualizacio´n de sistemas dina´micos, ecuaciones
diferenciales, exploracio´n interactiva.
1. Objetivos de la linea de investigacio´n
La ﬁnalidad de la Visualizacio´n Cient´ıﬁca es ayudar en la comprensio´n y el ana´lisis de de-
terminados problemas cient´ıﬁcos. Un modelo matema´tico utilizado muy frecuentemente para
la representacio´n de problemas reales en muchas disciplinas es el de los sistemas dina´mi-
cos. Es posible encontrarlos en ecolog´ıa, electro´nica, meca´nica no lineal, dina´mica de ﬂu´ıdos,
matema´tica, economı´a, etc. En la mayor´ıa de los casos, estos sistemas no son resolubles en
forma anal´ıtica, por lo que su adecuada comprensio´n solo puede realizarse por medio de sim-
ulaciones computacionales, las cuales se representan de un modo natural, eﬁciente y ma´s
agradable por medios gra´ﬁcos.
Los modelos matema´ticos de sistemas dina´micos son variados: funciones iteradas, ecua-
ciones diferenciales ordinarias, auto´matas, campos vectoriales, dina´mica de ﬂu´ıdos, etc.
Nosotros por el momento nos concentramos en sistemas dina´micos continuos representados
mediante ecuaciones diferenciales ordinarias, auto´nomas en un primer paso. Campos vecto-
riales o ﬂujo pueden ser considerados equivalentes, pero inducen puntos de vista levemente
diferentes en la literatura de visualizacio´n cient´ıﬁca.
Numerosas te´cnicas han sido propuestas para visualizar sistemas dina´micos [8]. Principal-
mente, basadas en trayectorias, en LIC, y en propiedades derivadas, como la topolog´ıa o la
vorticidad. Nuestra l´ınea de investigacio´n tiene como base un framework integrador (seccio´n 2),
y la bu´squeda e implementacio´n de te´cnicas para explorar sistemas dina´micos, especialmente
los sistemas no lineales tridimensionales.
2. Framework
Son ya bien conocidas las mu´ltiples te´cnicas de visualizacio´n de sistemas dina´micos (ver por
ejemplo [1, 2, 3, 4, 5, 9, 10, 11] Frecuentemente los resultados de aplicar tales te´cnicas se pub-
lican aisladamente. Nuestra propuesta para integrar la presentacio´n y manipulacio´n de tales
resultados parte de la analog´ıa con el software de disen˜o asistido por computadora (CAD) y
otros como el software de modelado y animacio´n o de edicio´n de ima´genes (raster o vectoriales).
Por ejemplo, un CAD permite manipular (ABM, reorganizar, ocultar, animar/parametrizar,
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Figura 1: Una vista del sistema (x′, y′) = (y, x2).
Figura 2: Ejemplo de una secuencia de vistas (exploraciones) del sistema lineal (x′, y′, z′) =
(x,−y + 0,3z, 0,5z), con creciente calidad perceptual: trayectorias representadas por curvas;
trayectorias representadas por tubos con iluminacio´n y gradiente de color indicando el tiempo
(blanco es el pasado); mu´ltiples sondas y ejes de coordenadas, mejor marco de referencia; e
interactividad, mejora la percepcio´n tridimensional [12] (aqu´ı otra vista).
etc.) diversas clases de objetos, en mu´ltiples instancias. Sin embargo, no buscamos construir
un “mundo” nuevo sino explorar un “mundo” preexistente, la ecuacio´n diferencial o campo
vectorial de intere´s.
Nuestro framework propone considerar a las diversas te´cnicas de visualizacio´n como sondas
que se “lanzan” dentro de un mundo desconocido para explorarlo. Una sonda produce infor-
macio´n sobre el objeto de estudio (la ecuacio´n diferencial o campo vectorial), representada por
una imagen, texto, animacio´n, e incluso sonido. Por ejemplo, dibujar pequen˜as ﬂechas en una
regio´n del plano ser´ıa el resultado generado por una sonda de cierta clase. Otro ejemplo ser´ıa
utilizar una textura y generar una visualizacio´n del espacio de fases mediante LIC [1].
En este proyecto buscamos dar soporte a exploracio´n interactiva, al estilo de los sistemas de
CAD, considerando mı´nimamente funciones como insercio´n y borrado de sondas y modiﬁcacio´n
de sus para´metros, incluyendo posicio´n, orientacio´n, taman˜o y color cuando correspondan; or-
ganizacio´n y reorganizacio´n de sondas segu´n criterios, por ejemplo en layers, en estructuras
jera´rquicas (sondas compuestas, relacio´n padre-hijo; por ejemplo “a lo largo de una trayecto-
ria”), por clase, etc.; mostrar y ocultar a voluntad; controlar, lo ma´s interactivamente posible,
los para´metros propios de cada sonda (los que dependen de la clase); mu´ltiples vistas. Si bi-
en no hay consenso en que las aplicaciones tipo CAD tengan actualmente la mejor solucio´n
como interfaz humano-computadora, tambie´n es cierto que, al estar tan difundidas, cualquier
usuario de computadora esta´ familiarizado con ellas, de modo que el ciclo ver-pensar-actuar
resulta inmediato, reducie´ndose el tiempo de aprendizaje.
Figura 3: El prototipo 2 mostrando una vista de la ecuacio´n de Lorentz, (x′, y′, z′) = (10(y −
x), 28x − y − xz, xy − 8
3
z). Las trayectorias naranja, ma´s gruesas, tienen ma´s precisio´n que
las azules, ma´s delgadas (esto muestra la sensibilidad del sistema y el error de ca´lculo). Dos
puntos (esferas blanco-grisa´ceas) sirven de mojo´n para ver la ubicacio´n de dos puntos cr´ıticos
del sistema.
Una sonda como “trayectorias” puede descomponerse en un generador de puntos o muestras
(que se toman como condiciones iniciales, cada uno de una nueva trayectoria), un me´todo
de integracio´n, y una te´cnica de representacio´n. Esto tambie´n inﬂuencia la interfaz con el
usuario (UI). El control de para´metros de una sonda puede presentarse en forma agrupada y
descompuesta en los para´metros de los objetos que componen dicha sonda. Tambie´n es posible
recombinar (reutilizar).
Con este framework resulta razonable incluir otros objetos que no son sondas y darles
similar tratamiento. Una clase amplia es la de los objetos geome´tricos: ejes de coordenadas
(pares, ternas) proporcionan ubicacio´n, orientacio´n y taman˜o (medida); puntos sirven de mo-
jones, y se les puede adjuntar un cartel con las coordenadas u otras propiedades, como la
magnitud escalar del campo, lo cual es un ejemplo de una sonda que produce un resultado de
texto (que luego se graﬁca); textos o carteles para etiquetar otros objetos; objetos geome´tricos
provenientes del problema de estudio (usual en problemas de ﬂuidos, no tanto en matema´tica).
Contar con esto permite al usuario descargar informacio´n de su memoria de corto plazo (o
memoria de trabajo).
3. Trabajo realizado
Hemos implementado algunos de estos conceptos en pequen˜os prototipos. En los prototipos
0 y 1 probamos algunas ideas sobre la te´cnica de trayectorias (streamlines) en 3D: si las
trayectorias son tubos y no l´ıneas, los efectos de iluminacio´n y oclusio´n mejoran la percepcio´n
tridimensional; y tambie´n un esquema de colores para ayudar a distinguir trayectorias (colorear
variando a y b del espacio croma´tico Lab de manera suave). Estos prototipos permit´ıan navegar
la escena en forma precaria, pero carec´ıan de UI interactiva, tomando los para´metros de la
visualizacio´n desde archivo.
En el prototipo 2 incorporamos algunas mejoras: UI con interactividad rudimentaria (nave-
gacio´n, cuadros de dia´logo); implementamos parcialmente el framework propuesto; apuntamos
a plataformas Unix/Linux y Windows, para una potencial base de usuarios ma´s amplia, de
la cual obtener feedback. Utilizamos herramientas esta´ndar: C++, OpenGL, Glut, Tcl/Tk,
SWIG.
4. Conclusiones y trabajo futuro
Consideramos que el framework presentado tiene buenas chances de integrar e interrela-
cionar te´cnicas de visualizacio´n de sistemas dina´micos. Mencionamos seguidamente algunas
cuestiones problema´ticas que enfrentaremos a continuacio´n.
4.1. Dimensiones
El prototipo 2 puede generar ima´genes bi- y tridimensionales correspondientes a espacios
de fase bi- y tridimensionales respectivamente. Es posible extender las te´cnicas de computacio´n
gra´ﬁca a cualquier cantidad de dimensiones, pero los resultados dif´ıcilmente sean comprensibles
ma´s alla´ de 4 o tal vez 5 dimensiones, incluso con sistemas estereosco´picos. El usuario se
enfrentar´ıa a la tarea de comprender la imagen mostrada al mismo tiempo que explorar un
problema sobre el cual tiene interrogantes. Resulta entonces urgente encontrar e implementar
te´cnicas para aliviar este problema, empezando por cortes o secciones, y siguiendo con te´cnicas
como “worlds within worlds” de [6].
4.2. Derivados
Si el primer paso para visualizar un sistema dina´mico es representar el campo vectorial
asociado, y el segundo es obtener gra´ﬁcos derivados, ya sea integrando (trayectorias, LIC) o
buscando caracter´ısticas (la topolog´ıa: puntos cr´ıticos, ciclos l´ımite, etc.), parece razonable que
el siguiente paso sea obtener gra´ﬁcos “aun ma´s derivados”. Por un lado, siguiendo esta l´ınea,
podemos considerar por ejemplo propiedades estad´ısticas, secciones de Poincare´ y aplicacio´n
de Poincare´ (Poincare´ map) o aplicacio´n de Lorentz (Lorentz map). Por otro, incorporar en
consideracio´n los para´metros del sistema, por ejemplo, mediante diagramas de bifurcaciones.
El espacio a considerar en este caso es el producto cartesiano de los espacios de fase y de
para´metros. Como este espacio usualmente tendra´ ma´s de tres dimensiones, es imperioso lo
anterior (4.1). Queda por resolver co´mo integrar “derivados” en el framework, es decir, si es
posible evitar tener expl´ıcitamente (desde el punto de vista del usuario) una clases de gra´ﬁco
por cada una de estas construcciones.
4.3. Problemas de escala
Muchos objetos geome´tricos involucrados en una exploracio´n tienen uno o varios para´met-
ros (tal vez impl´ıcitos) que dependen de la escala de dichos objetos. Por ejemplo, el dia´metro
de tubo del objeto que representa una streamline, la cantidad y distribucio´n de dichos objetos,
la cantidad marcas y separacio´n entre ellas en ejes de coordenadas, etc. En algunos casos ser´ıa
deseable contar con mu´ltiples niveles de detalle (LOD), como la densidad de streamlines, de
modo que aparezcan o desaparezcan segu´n el nivel de zoom. Pareciera, en general, que cierta
propiedad del objeto debiera ser aproximadamente constante en pantalla.
4.4. Texturas
El resultado de LIC es una textura, una imagen raster. Esto presenta el problema de
integrarlo en una respresentacio´n esencialmente vectorial (OpenGL), pues usarlo como textura
sin ma´s implica un ﬁltrado que destruye el detalle y riqueza visual usado por la te´cnica de
LIC para transmitir informacio´n.
4.5. Procesamiento en GPU
El hardware gra´ﬁco (GPU) experimento´ una evolucio´n formidable, pudiendo implementar
una estructura de renderizado programable, con la capacidad de vincularse dina´micamente con
la aplicacio´n, y –adema´s– la capacidad de ser programada interactivamente desde la aplicacio´n
[7]. Estas facilidades, ma´s alla´ de la potencia inherente al hardware gra´ﬁco altamente paralelo,
implican una forma completamente diferente y ma´s efectiva de programar aplicaciones gra´ﬁ-
cas. Aprovechar estas ventajas implica abandonar las bibliotecas mayormente utilizadas para
desarrollar aplicaciones gra´ﬁcas y utilizarlas solo como mecanismo de comunicacio´n entre la
aplicacio´n y la GPU. En aplicaciones tan exigentes tanto gra´ﬁcamente como nume´ricamente
como la que se describe aqu´ı, las ventajas de procesar en la GPU son invalorables.
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