




















































































esto  ocurría  se  desarrollo  la  tecnología  necesaria  para  trabajar  sobre  fibras  ópticas,  de  las 





y  se  espera  que  un  futuro  todas  sean  completamente  de  fibra.  Pero  presentan  un 
inconveniente, la dispersión cromática, la cual afecta la capacidad de trasmisión de la fibra, y 
ya que este medio de transmisión está en auge es importante estudiar como compensar este 








una  pieza  fundamental  en  el  estudio  de  los  métodos,  el  modulador  Mach‐Zehnder,  este 
realiza la modulación RF sobre la portadora óptica. 
 
Los  primeros  2  métodos  son  los  convencionales,  MPSM  y  Peucheret,  los  cuales 






los  anteriores  porque  utilizan  el  modulador  en  modo  Asimétrico.  Pero  al  igual  que  los 
anteriores obtienen la información necesaria para el cálculo de la dispersión en la amplitud, 



























‐  Comprender  el  funcionamiento  del  método  ABCM,  su  relación  con  el  método  de 
Peucheret y diferencia. Y realizar medidas de dispersión con este en el laboratorio. 
 












Capítulo  2:  Modulador  Mach‐Zehnder.  Debido  a  que  el  modulador  es  una  parte 




que  utilizan  el  modulador  Mach‐Zehnder  en  modo  Push‐Pull,  MPSM  y  Peucheret,  y  la 
diferencia entre estos. 
 
Capítulo  4: Métodos de Medición Nuevos.  Se  introducen 2 métodos de medida  cuya 
principal diferencia con los del capítulo 3, es que utilizan el modulador en modo Asimétrico, 
ABCM  y  RF‐SCAN,  se  presenta  la  diferencia  entre  estos;  además  de  la  relación  de  estos 
métodos entre ellos y con los anteriores. 
 
Capítulo  5:  Resultados.  Se  presentan  los  resultados  obtenidos  en  el  laboratorio,  las 
funciones  de  transferencia  y  parámetros  de  los  moduladores  usados.  Los  valores  de 
dispersión  obtenidos  utilizando MPSM  y  ABCM  sobre  3  carretes  de  fibras  dispersivas.  Y  el 
análisis del método RF‐SCAN. 
 








Las  señales  ópticas  sufren  alteraciones  a  medida  que  viajan  por  la  fibra,  entre  las 
alteraciones que sufren una de las más perjudiciales es la dispersión cromática, ya que causa 












  F!"# ω =  F!" ω ∙ e!!! ! ! ∙ e!!"#  
[1] 
 
En  la  expresión  1,  se  generaliza  una  señal  que  ha  sido  transmitida. F!" ω  es  la 
transformada de Fourier de  la señal de entrada, β ω  es  la constante de  fase del modo de 





La siguiente expresión, 2, es el  resultado de obtener  la serie de Taylor de β ω ,  si  se 
asume  que ω−  ω!  ≪  ω!  ,  entonces  se  pueden  ignorar  los  factores  de  tercer  orden  y 
mayores.  




  β ω =  β! + ω−ω! β! + (ω−ω!)!2 β! 
[3] 
 
La  velocidad  de  fase,  cuando  se  habla  de  una  onda  monocromática,  se  refiere  a  la 
velocidad con la que se propaga una fase de la onda, y depende de la frecuencia. Por lo tanto, 
cuando  se  tiene  una  onda  con  más  de  una  componente  espectral,  cada  una  de  estas  se 
propaga a una velocidad diferente según su frecuencia. La velocidad de fase está relacionada 
con el primer término de la ecuación 3, mostrada anteriormente. 
  β! =  2πλ !! = 2πfv! !! = ωv! !! = ω!v!                      v! =  ω!β!  




ocasionan  un  retraso  en  la  envolvente  de  la  señal,  conocido  como  retardo  de  grupo.  La 




β! = τ!  = 1v! = ∂β∂ω !!                  v!  = 1τ! = ∂β∂ω !! !! 




  β! =   ∂!β∂ω! !!  = ∂β!∂ω !! = ∂λ∂ω ∂β!∂λ = ∂λ∂ωD = − 2πcω! D 
[8] 







Ocurre  en  fibras  multimodo,  donde  cada  haz  de  luz  viaja  en  un  modo  diferente, 
recorriendo  un  camino  y  distancia  distinta,  por  lo  tanto  llegan  al  receptor  en  tiempos 










































  x!"# t = 12A!e!!!!e!!! e! !!!"!! ! e! !!!"!!" + e! !!!"!! ! e! !!!"!!"   [10] 











Por  aproximación  Small‐Signal,  expresión 12,  y  desarrollando  se obtiene  la  expresión 
13: 
  x!"# t = 12A!e!!!!e!!!e!!!" 1+ jθ! t − θ!! t2 + e!!!! 1+ jθ! t − θ!! t2  
[12] 
 θ! t =   πV!" V!"#cos (ω!"t)        θ!"# =   πV!" V!"# θ! t =   πV!" V!"#cos (ω!"t)        θ!"# =   πV!" V!"# 



























salida  y  la  tensión  aplicada  a  los  ramas  se  comporta  de  forma  lineal  en  un  margen  de 
tensiones cercano, se corresponde con la mitad del voltaje de media onda. 
 
















Modo  Push‐Pull:  Se  puede  implementar  tanto  con  configuraciones  single  como  dual 
drive,  las  fases  en  cada  rama  cambian  en  igual  magnitud  pero  en  signo  contrario,  de  tal 
forma que la señal modulada será sin modulación de frecuencia.  
  θ!"# =  −θ!"# =  θ!" 
[14] 
 
Para  obtener  la  expresión  del  modulador  en  modo  Push‐Pull  se  realiza  la 
particularización de la expresión 14,  y se consigue: 






  θ!"# =  θ!"      θ!"# =  0    
[16] 
 
























  F ω =  e!!(!) 
[18] 






este  caso  un modulador Mach‐Zehnder  en modo  Push‐Pull.  Luego  de  atravesar  el  DUT,  la 
expresión 15 vista previamente sufre el efecto dispersivo del DUT: 
  17 












  τ! =  −Δϕ360° 1f! 
[23] 
 









banda  de  interés  se  completa  una  curva  de  retardos  de  grupo,  la  dispersión  cromática  se 
puede  calcular  dividiendo  la  diferencia  de  retardos  de  grupos  por  la  diferencia  entre  las 
longitudes de onda que lo estimulan. 




moduladora  y  el  paso  frecuencial  del  laser  sintonizable.  Si  se  elige  una  frecuencia 
moduladora  y  un  paso  frecuencial muy  elevado  todas  las  aproximaciones  de  las  derivadas 
mediante incrementos serán incorrectas. Si, al contrario, se eligen muy pequeñas, entonces 
el  valor  de  dispersión  medido  será  inexacto  debido  a  imperfecciones  del  sistema  y  los 





Utiliza  el mismo  esquema  que MPSM,  pero  en  lugar  de medir  la  fase  de  la  señal  se 






i!"# t = A!!4 cos! Δθ!2 4− 2θ!"!+ 8θ!" cos Δθ!2 sin Δθ!2 𝐜𝐨𝐬 𝚺𝛟𝟐 cos ω!"t+ ∆ϕ2+ 4θ!"! sin! Δθ!2 cos! ω!"t+ ∆ϕ2 − 2θ!"!cos! Δθ!2 cos Σϕ2 cos 2ω!"t+ ∆ϕ2  
[22] 
 
Debido  a  que  existen  elementos  perturbantes  en  el  canal  como  ruido,  perdidas  de 
inserción y atenuación, el método de Peucheret  trabaja  con  los mínimos de  la envolvente. 
Para  obtener  estos  mínimos,  con  el  método  de  Peucheret  se  realizan  barridos  en  la 
frecuencia  RF.  Estos mínimos  se  encontraran  cuando  la  semi‐suma de  fases  de  las  bandas 
laterales causen la anulación del término de la expresión 26:  
  cos Σϕ2 = 0 
[26] 




  Σϕ = 2πDλ!f!!c  
[28] 




El  método  de  Peucheret  es  considerado  más  robusto  para  caracterizar  dispositivos 
dispersivos  en  comparación  con MPSM.  Sin  embargo  presenta  un  problema,  dependiendo 
del  valor  de  dispersión  que  introduce  el  DUT,  la  frecuencia  RF  necesaria  para  obtener  un 
mínimo  puede  llegar  a  ser  muy  elevada,  y  por  lo  tanto  el  barrido  en  frecuencia  para 
localizarla puede ser muy largo. El uso de estas frecuencias tan altas representa un problema 
debido  que  puede  tenerse  el  caso  de  que  el  equipo  no  alcance  estas  frecuencias,  y  que 
además  las bandas  laterales  estarían espectralmente más  lejos de  la portadora, perdiendo 
resolución y precisión en los cálculos. 
 
Peucheret  trata  de  solventar  este  problema  incluyendo  una  constante  de  dispersión 
offset antes del DUT, para que la cantidad de dispersión a medir sea alcanzada usando una 
frecuencia RF baja,  y el nivel de dispersión deseado es ahora  la diferencia en  la dispersión 










del  modulador  en  modo  Asimétrico,  en  lugar  de  Push‐Pull.  En  los  métodos  a  estudiar  a 
continuación, se trabaja con las bandas laterales y sus correspondientes fases, por lo cual es 
necesario conocer la relación entre estas y la dispersión. 





  ϕ ω+ Δω = ϕ ω + Δω dϕdω+ 12Δω! d!ϕdω! 
[31] 










  Σϕ = ϕ! + ϕ! = ϕ ω+ Δω + ϕ ω− Δω =  Δω! d!ϕdω! ≈  −β!Δω! 
[34] 





Semejante  al método  de  Peucheret  consiste  en  encontrar  los mínimos  de  la  señal  y 
luego a través de un desarrollo matemático, calcular el valor total de dispersión. La diferencia 
básica  consiste  en  usar  un modulador  asimétrico,  de  esta  forma  la  frecuencia  a  la  que  se 
producen los “ceros” se podrá ajustar modificando el voltaje de bias, ver expresión 37. En el 










i!"# t = A!!4 cos! Δθ!2 4− θ!"!− 4θ!"cos Δθ!2 𝐬𝐢𝐧 𝚺𝛟𝟐 − 𝚫𝛉𝐁𝟐 cos ω!"t+ ∆ϕ2+ θ!"!cos! ω!"t+ ∆ϕ2 − θ!"!cos Δθ!2 cos Σϕ2 − Δθ!2 cos 2ω!"t+ ∆ϕ2  
[37] 
 
En  la  amplitud  del  segundo  término,  el  coseno  depende  del  voltaje  de  bias 
exclusivamente,  generando  “ceros”  en  posiciones  fijas  Vb=(2n+1)Vπ,  sin  embargo,  el 
argumento del seno depende además de la semisuma de las fases en las bandas laterales. La 
información buscada sobre dispersión se encuentra en este  término,  se necesita encontrar 
estos  “ceros”  generados  por  la  función  seno  para  calcular  el  valor  de  la  dispersión,  estos 
“ceros”  se  les  llaman  ceros  móviles,  ya  que  su  ubicación  dependerá  de  la  dispersión 
introducida por el DUT. 
 𝑠in ϕ! + ϕ!2 − Δθ!2 = 0 
[38] 




 − 2πDλ!f!!c − Δθ! = 2nπ 
[40] 








se  llama RF‐Scan,  ya que  su principal  característica  es que  logra medir  la  dispersión en un 
rango de frecuencias ópticas, pero utilizando un barrido en radiofrecuencia. 
 
Al  igual  que  con  ABCM  se  utiliza  un modulador Mach‐Zehnder  en modo  Asimétrico, 
cuya salida ya afectada por los desfasajes en las bandas laterales se expresa en la ecuación 37.  
















diferencia  de  fase,  se  tendrían  todos  los  datos  necesarios  para  calcular  el  valor  de  la 
dispersión. Esta diferencia de fases se encuentra en el término, parte de la ecuación 37: 
  cos ω!"t+ ϕ! − ϕ!2  
[43] 
 
  Combinando  estos  dos  valores,  suma  y  diferencia  de  fase,  a  dos  frecuencias 
moduladoras contiguas se puedo obtener la diferencia de fases de ambas bandas laterales. 
  ψ!! = Σϕ!2 + Δϕ!2 = ϕ!! + ϕ!!2 + ϕ!! − ϕ!!2  
[44] 
 ψ!! = Σϕ!2 − Δϕ!2 = ϕ!! + ϕ!!2 − ϕ!! − ϕ!!2  
[45] 
 Δϕ! = ψ!! − ψ!! 
[46] 





















  τ!± = −Δϕ±Δω  
[48] 
 
Si  se  continúa  el  barrido  en  frecuencias,  al  obtenerse  otros  retardos  de  grupo,  se 
calcula: 











Push‐Pull,  es  decir,  solo  con  una  entrada  para  ambas  ramas;  el  otro  en modo  Asimétrico, 
tenía una entrada para cada una de las ramas. El análisis experimental de los moduladores se 





















En el orden que recorre  la señal óptica, el montaje  inicia con el  laser cuya salida está 
conectada  a  la  entrada  de  un  polarizador,  y  la  salida  de  este  a  la  entrada  del modulador 
Mach‐Zehnder.  El  polarizador  había  sido  previamente  ajustado  hasta  obtener  la  mayor 
















Para  el  modulador  en  configuración  asimétrica  se  obtuvieron  las  funciones  de 














































































































Para  el  análisis  experimental  del  MPSM,  se  utilizó  un  modulador  Push‐Pull,  cuyas 






























conectada  a  un  detector  óptico,  hasta  este  punto  se  trabaja  con  señal  óptica.  El  detector 










Para  comprobar  el  método  se  contó  con  3  carretes  de  fibra  compensadora  de 






















































































































































































































































































En  el  orden  que  la  señal  recorre,  el  montaje  inicia  en  el  laser,  cuya  salida  esta 
conectada  a  la  entrada  de  un  polarizador  previamente  ajustado  para  obtener  la  mayor 
potencia posible a la salida del modulador. La salida del polarizador se conectó a la entrada 
del modulador, la salida del modulador se conecta al DUT, y la salida de este está conectada 

















































































































































































  ψ!! = Σϕ!2 + Δϕ!2 = ϕ!! + ϕ!!2 + ϕ!! − ϕ!!2  
[44] 
 ψ!! = Σϕ!2 − Δϕ!2 = ϕ!! + ϕ!!2 − ϕ!! − ϕ!!2  
[45] 
 
Luego  se  calculó  la  diferencia  de  fases  tanto  en  la  banda  superior  como  inferior,  las 
cuales se unifican en un mismo vector, para continuar con el calculo del retardo de grupo. 





Δϕ! = ψ!! − ψ!! 
[47] 















El  vector  de  frecuencias  creado,  nos  permite  recorrer  el  espectro  sin  cambiar  la 
longitud de onda, usando la relación siguiente: 
  D = ∆τ!Δλ  
[49] 


























La dispersión  cromática  afecta  la  transmisión de  señales ópticas  y  debido al  auge de 
estas  en  los  sistemas  actuales  de  comunicación,  es  importante  estudiar  métodos  para 
conocer el valor de la dispersión y poder así contrarrestarla. En este Proyecto se estudiaron 4 
métodos  que  permiten  conocer  el  valor  del  coeficiente  de  dispersión:  MPSM,  Peucheret, 
ABCM y RF‐SCAN. 
 
En  los  métodos  que  se  estudiaron,  el  modulador  Mach‐Zehnder  tiene  un  papel 
fundamental, y es por esto que se le ha dedicado un tiempo a su estudio. 
 
Se  realizó  el  análisis matemático  del modulador Mach‐Zehnder,  para  ambos modos, 
considerando  las  distorsiones  que  introduce  el  DUT,  se  realizó  con  la  finalidad  de 
comprender el funcionamiento del modulador, y en los estudios de los métodos. Se estudió 
el  modulador  Mach‐Zehnder,  en  sus  2  modos:  Push‐Pull  y  asimétrico,  y  sus  parámetros 
característicos.  
 
Se  realizaron medidas experimentales para obtener  las  funciones de  transferencia de 
los 2 moduladores, single drive y dual drive, que se tenían en el laboratorio. 
 
Los  métodos  estudiados  se  enfocan  en  componentes  diferentes  de  la  señal,  MPSM 
busca la diferencia de fases, Peucheret y ABCM la suma de fases. Y RF‐SCAN es una mezcla de 












moduladora  y  un  paso  frecuencial muy  elevado  todas  las  aproximaciones  de  las  derivadas 
mediante incrementos serán incorrectas. Si, al contrario, se eligen muy pequeñas, entonces 
el  valor  de  dispersión  medido  será  inexacto  debido  a  imperfecciones  del  sistema  y  los 
posibles  efectos  del  ruido  tendrán  una  mayor  relevancia.  Existe  un  compromiso  entre  la 
precisión de la medida y la validez de la aproximación.  
 
El método  ABCM  y  Peucheret  comparten  la  finalidad  de  encontrar  los  “ceros”  de  la 
señal,  la  diferencia  está  en  que  cuando  se  utiliza  el  modulador  en  modo  asimétrico  se 
unifican en un solo argumento de la señal los desplazamientos de fase y el voltaje de bias que 






























Binh  L.  N.  y  Shraga  I.,  “An  Optical  Fiber  Dispersion  Measurement  Technique  and 
System”, Tech. Rep. MECSE‐14‐2005, Monash University, 2005.  
 





Moreno  Ramos, M.,  y  Vázquez  Núñez,  M.,  “Optimización  de  técnicas  de  medida  de 
dispersión cromática a frecuencias ópticas”, TFC‐UPC, (2010) 
 
Obando  Velazco,  C.A.,  “New  Methods  For  Measuring  And  Monitoring  Chromatic 
Dispersion In Optical Communication”, PFC‐UPC,  (2010) 
 
















θ! t =   πVπ! V! t θ!" =   πVπ! V!" 
θ! t =   πVπ! V! t θ!" =   πVπ! V!" 
 
Se obtiene: 




Δθ! = θ!" −  θ!" 
 
Resulta: 





e!φ ! = 1+ jφ t − φ! t2  
 x!"# t = 12A!e!ω!!e!!!e!θ!" 1+ jθ! t − θ!! t2 + e!Δθ! 1+ jθ! t − θ!! t2  
 
θ! t =   πVπ! V!"#cos (ω!"t)        θ!"# =   πVπ! V!"# 
θ! t =   πVπ! V!"#cos (ω!"t)        θ!"# =   πVπ! V!"# 
 x!"# t = 12𝐴!e!ω!!e!!!e!θ!" 1+ jθ!"# cos ω!"t − θ!"#!2 cos !(ω!"t)+ e!Δθ!(1+ jθ!"# cos ω!"t − θ!"#!2 cos !(ω!"t))  
 x!"# t = 12𝐴!e!ω!!e!!!e!θ!" 1+ e!Δθ! + jcos ω!"t θ!"# + e!Δθ!θ!"#− cos !(ω!"t) θ!"#!2 + e!Δθ! θ!"#!2  
 x!"# t = 12𝐴!e!ω!!e!!!e!θ!"e!Δθ!! e!!Δθ!! + e!Δθ!!+ jcos ω!"t e!!Δθ!! θ!"# + e!Δθ!! θ!"# − cos !(ω!"t) e!!Δθ!! θ!"#!2 + e!Δθ!! θ!"#!2  





θ!"# =  −θ!"! =  θ!" 
 x!"# t = 12𝐴!e!ω!!e!!!e!θ!"e!Δθ!! 2cos Δθ!2+ jcos (ω!"t)θ!" e!!Δθ!! − e!Δθ!! − cos !(ω!"t) θ!"!2 e!!Δθ!! + e!Δθ!!  
 
x!"# t = 12𝐴!e!ω!!e!!!e!θ!"e!Δθ!! 2cos Δθ!2
+ 2cos (ω!"t)θ!" e!Δθ!! − e!!Δθ!!2j − 2cos !(ω!"t) θ!"!2 e!!Δθ!! + e!Δθ!!2  
 x!"# t = 12𝐴!e!ω!!e!!!e!θ!"e!Δθ!! 2cos Δθ!2+ 2cos (ω!"t)θ!"sin  Δθ!2 − cos !(ω!"t)θ!"!cos Δθ!2  
 x!"# t = 12𝐴!e!ω!!e!!!e!θ!"e!Δθ!! 2cos Δθ!2+ θ!" sin Δθ!2 e!ω!"! + e!!ω!"! − cos Δθ!2 θ!"!4 e!ω!"! + e!!ω!"! !  





x!"# t = 12𝐴!e!ω!!e!!!e!θ!"e!Δθ!! 2cos Δθ!2+ θ!" sin Δθ!2 e!ω!"!e!!! + e!!ω!"!e!!!− cos Δθ!2 θ!"!4 e!!ω!"!e!!! + e!!!ω!"!e!!! + 2  
 x!"# t = 12𝐴!e!ω!!e!!!e!θ!"e!Δθ!! cos Δθ!2 2− θ!"!2+ θ!"sin  Δθ!2 e!!!!!!! e!ω!"!e!!!!!!! + e!!ω!"!e!!!!!!!!− cos Δθ!2 θ!"!4 e!!!!!!! e!"ω!"!e!!!!!!! + e!!"ω!"!e!!!!!!!!  
 ∆ϕ2 = ϕ! − ϕ!2 Σϕ2 = ϕ! + ϕ!2  




i!"# t = A!!4 cos Δθ!2 2− θ!"!2 + 2θ!" sin Δθ!2 cos Σϕ2 cos ω!"t+ ∆ϕ2
− θ!"!2 cos Δθ!2 cos Σϕ2 cos 2ω!"t+ ∆ϕ2 !+ 2θ!"sin  Δθ!2 sin Σϕ2 cos ω!"t+ ∆ϕ2
− θ!"!2 cos Δθ!2 sin Σϕ2 cos 2ω!"t+ ∆ϕ2 !  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i!"# t = A!!4 cos! Δθ!2 4− 2θ!"!+ 4θ!"! sin! Δθ!2 cos! Σϕ2 cos! ω!"t+ ∆ϕ2+ 8θ!" cos Δθ!2 sin Δθ!2 cos Σϕ2 cos ω!"t+ ∆ϕ2− 2θ!"!cos! Δθ!2 cos Σϕ2 cos 2ω!"t+ ∆ϕ2+ 4θ!"!sin!  Δθ!2 sin! Σϕ2 cos! ω!"t+ ∆ϕ2  






 x!"# t = 12𝐴!e!ω!!e!!!e!θ!"e!Δθ!! 2cos Δθ!2+ jcos ω!"t e!!Δθ!! θ!" − θ!"!2 cos !(ω!"t)e!!Δθ!!  
 x!"# t = 12𝐴!e!ω!!e!!!e!θ!"e!Δθ!! 2cos Δθ!2+ j θ!"2 e!!Δθ!! e!ω!"! + e!!ω!"! − θ!"!8 e!!Δθ!! e!!ω!"! + e!!"ω!"! + 2  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x!"# t = 12𝐴!e!ω!!e!!!e!θ!"e!Δθ!! 2cos Δθ!2 − θ!"!4 e!!Δθ!!+ j θ!"2 e!!Δθ!! e!ω!"! + e!!ω!"! − θ!"!8 e!!Δθ!! e!!ω!"! + e!!"ω!"!  
 
Después del DUT: 
 x!"# t = 12𝐴!e!!ω!!e!!!!e!θ!"e!Δθ!! 2cos Δθ!2 − θ!"!4 e!!Δθ!!+ j θ!"2 e!!Δθ!! e!ω!"!e!!! + e!!ω!"!e!!!!− θ!"!8 e!!Δθ!! e!"ω!"!e!!! + e!!"ω!"!e!!!!  
 x!"# t = 12𝐴!e!!ω!!e!!!!e!θ!"e!Δθ!! 2cos Δθ!2 − θ!"!4 e!!Δθ!!+ j θ!"2 e!!Δθ!! e!!!!!!! e!ω!"!e!!!!!!! + e!!ω!"!e!!!!!!!!− θ!"!8 e!!Δθ!! e!!!!!!! e!"ω!"!e!!!!!!! + e!!"ω!"!e!!!!!!!!  
 ∆ϕ2 = ϕ! − ϕ!2 Σϕ2 = ϕ! + ϕ!2  





i!"# t = A!!4 cos Δθ!2 2− θ!"!4 − θ!"sin Σϕ2 − Δθ!2 cos ω!"t+ ∆ϕ2
− θ!"!4 cos Σϕ2 − Δθ!2 cos 2ω!"t+ ∆ϕ2 !+ θ!"!4 sin Δθ!2 + θ!"cos Σϕ2 − Δθ!2 cos ω!"t+ ∆ϕ2
− θ!"!4 sin Σϕ2 − Δθ!2 cos 2ω!"t+ ∆ϕ2 !  
 i!"# t = A!!4 cos! Δθ!2 4− θ!"! + θ!"!sin! Σϕ2 − Δθ!2 cos! ω!"t+ ∆ϕ2− 4θ!"cos Δθ!2 sin Σϕ2 − Δθ!2 cos ω!"t+ ∆ϕ2− θ!"!cos Δθ!2 cos Σϕ2 − Δθ!2 cos 2ω!"t+ ∆ϕ2+ θ!"!cos! Σϕ2 − Δθ!2 cos! ω!"t+ ∆ϕ2  
 i!"# t = A!!4 cos! Δθ!2 4− θ!"!− 4θ!"cos Δθ!2 sin Σϕ2 − Δθ!2 cos ω!"t+ ∆ϕ2+ θ!"!cos! ω!"t+ ∆ϕ2 − θ!"!cos Δθ!2 cos Σϕ2 − Δθ!2 cos 2ω!"t+ ∆ϕ2  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Anexo 2 – CÓDIGOS MATLAB 
 
2.1 Código de la Función de Transferencia del modulador 
 
%HP8153A measures the power and the AG34970A is the voltage source 
 
clc  
clear all  
 
vstart=0; 
vstop=14; 
vpaso=50; 
 
%A file is created to save the data 
 
[fitxer,path]=uiputfile('*.dat','Save');  
if isequal(fitxer,0)  
    return  
else 
    fitxer=sprintf('%s%s',path,fitxer); 
    fi=fopen(fitxer,'wt');  
end 
 
j=1;  
k=1;  
maximo=‐Inf;  
minimo=Inf;  
vpaso=vpaso*1e‐3; 
 
%Data Acquisition 
 
for x=vstart:vpaso:vstop  
    s1=serial('COM1');  
    fopen(s1);  
    fprintf(s1, 'CHAN1:VOLT %g ;CURR 1.0',x);  
    pause(2)  
    fprintf(s1, '*VOLT?');  
    voltage = fscanf(s1);  
    fclose(s1);  
    delete(s1);  
    clear s1;  
    pause(5) 
 
    % Power measure in W 
    Potencia = HP8153A_pow1; 
    % Power measure in mW  
    potencia = Potencia*1e3;  
    % Power measure inn dBm  
    potencia1=10*log10(potencia/1e3); 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pot(j) = potencia;  
    pot1(k)=potencia1;  
    j=j+1;  
    k=k+1;  
end 
 
%Find minimum and maximum 
 
v = pot; 
delta = 30; 
x = vbias; 
maxtab = []; 
mintab = []; 
 
mn = Inf;  
mx = ‐Inf; 
mnpos = NaN; 
mxpos = NaN; 
 
lookformax = 1; 
 
for ie=1:length(v) 
  this = v(ie); 
  if this > mx 
      mx = this;  
      mxpos = x(ie);  
  end 
  if this < mn  
      mn = this;  
      mnpos = x(ie);  
  end 
 
  if lookformax 
    if this < mx‐delta 
      maxtab = [maxtab ; mxpos mx]; 
      mn = this;  
      mnpos = x(ie); 
      lookformax = 0; 
    end   
  else 
    if this > mn+delta 
      mintab = [mintab ; mnpos mn]; 
      mx = this;  
      mxpos = x(ie); 
      lookformax = 1; 
    end 
  end 
end 
 
[minimo,ps2] = min(mintab); 
minimo = minimo(2); 
pos2 = mintab(ps2(2),2); 
[maximo,ps1] = max(maxtab); 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maximo = maximo(2); 
pos1 = mintab(ps1(2),2); 
 
% Calculate ER, Vpi,QP 
ER = (maximo/minimo); 
ER2 = 10*log10(ER) 
Vpi = abs(pos2‐pos1)  
QP = abs(Vpi/2)  
 
%Graphic generation 
 
vbias=[vstart:vpaso:vstop];  
figure(1)  
plot(vbias,pot) 
hold on 
plot(pos1,maximo,'r*') 
hold on 
plot(pos2,minimo,'r*') 
title('Transfer Function');  
zoom on  
ylabel('Pout (uW)');  
xlabel('Vbias (V)');  
 
figure(2) 
plot(vbias,pot1) 
hold on 
plot(pos1,10*log10(maximo/1e3),'r*') 
hold on 
plot(pos2,10*log10(minimo/1e3),'r*') 
title('Transfer Function');  
zoom on  
ylabel('Pout (dBm)');  
xlabel('Vbias (V)');  
 
%Write date in the file 
fprintf(fi,'Initial_Vbias(V):\t%g',vstart);  
fprintf(fi,'\nFinal_Vbias(V):\t%g',vstop);  
fprintf(fi,'\nResolution(V):\t%g',vpaso);  
fprintf(fi,'\nER(dB):\t%g',ER2);  
fprintf(fi,'\nVpi(V):\t%g',Vpi);  
fprintf(fi,'\nQP(V):\t%g',QP);  
fprintf(fi,'\n\n\t\t\tVbias(V)\tPout(?W)\tVbias(V)\tPout(dBm)\n');  
tamano=length(vbias);  
for h=1:tamano  
    fprintf(fi,'\t\t\t%g\t\t',vbias(h));  
    fprintf(fi,'%7.3f',pot(h));  
    fprintf(fi,'\t\t%g\t\t',vbias(h));  
    fprintf(fi,'%7.3f\n',pot1(h));  
end 
st=fclose(fi); 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2.2 Código del MPSM 
 
close all 
clear all 
clc 
 
%% Part 1 ‐ Generates the graphic: Phase of the detected signal vs Wavelength 
% WITHOUT DUT 
 
wlstart = 1557.5;  
wlstop = 1561; 
wlstep =0.05;  
frf = 500;  
frf1 = frf*1e6;  
pow =  10;  
 
% A file is created to save the data 
 
[fitxer,path] = uiputfile('*.dat','Save');  
if isequal(fitxer,0)  
    return  
else 
    fitxer = sprintf('%s%s',path,fitxer);  
    fi = fopen(fitxer,'wt');  
end 
 
% Configurates the network analizer 
 
g = gpib('ni',0,19);  
fopen(g)  
fprintf(g,'CWFREQ')  
% RF frequency   
fprintf(g,'cwfreq;%g',frf1)  
fprintf(g,'POWER')  
% Power of the RF signal 
fprintf(g,'power;%g',pow) 
% Number of points in screen 
fprintf(g,'poin;100')  
% Creates a Marker and position it in the center of the screen  
fprintf(g,'MARK1')  
fprintf(g,'STAR?')  
TSTART = fscanf(g,'%g');  
fprintf(g,'STOP?')  
TSTOP = fscanf(g,'%g');  
center = (TSTOP‐TSTART)/2;  
fprintf(g,'mark1;%g',center)  
fclose(g)  
delete(g)  
clear g  
 
% Data acquisition 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for i = wlstart:wlstep:wlstop  
    % Sets the wavelength 
    h = gpib('ni',0,16);  
    fopen(h)   
    fprintf(h, ':WAVE %g',i);  
    pause(5)  
    fclose(h);  
    delete(h);  
    clear h;  
    pause(5)  
 
    % Measures the phase of the detected signal 
    modul=HP8753Dm('mesura');  
    fprintf(fi,'\n%s',modul);  
    pause(0.02)  
    modul=HP8753Dm('mesura');  
    fprintf(fi,',%s',modul);  
    pause(0.02)  
    modul=HP8753Dm('mesura');  
    fprintf(fi,',%s',modul);  
    pause(0.02)  
end 
 
st=fclose(fi);  
 
% Saves the 1st, 4th and 7th columns in the vectors: fmodul1, fmodul2 y fmodul3.  
[fmodul1,fmodul2,fmodul3] = textread(fitxer,'%n%*n%*n%n%*n%*n%n%*[^\n]','delimiter',',');  
 
% Calculates the average of the 3 columns 
fmodul_wodut = (fmodul1+fmodul2+fmodul3)./3;  
 
l=[wlstart:wlstep:wlstop];  
figure(1)  
plot(l,fmodul_wodut) 
hold on 
plot(l,mean(fmodul_wodut),'r*') 
title('Phase without DUT')  
ylabel('Phase(º)');  
xlabel('Wavelength (nm)');  
 
fi=fopen(fitxer,'wt');  
fprintf(fi,'Initial_Wavelength(nm):\t%g',wlstart);  
fprintf(fi,'\nFinal_Wavelength(nm):\t%g',wlstop);  
fprintf(fi,'\nResolution(nm):\t%g',wlstep);  
fprintf(fi,'\nFrequency_RF(GHz):\t%g',frf);  
fprintf(fi,'\nPower_level(dBm):\t%g',pow);  
fprintf(fi,'\n\n\t\t\tWavelength(nm):');  
fprintf(fi,'\t\tPhase(Âº):');  
tamano=length(l);  
for h=1:tamano  
    fprintf(fi,'\n\t\t\t%g',l(h));  
    fprintf(fi,'\t\t\t%g',fmodul_wodut(h)); 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end 
st=fclose(fi);  
 
msgbox('Connect the DUT') 
 
%% Part 2 ‐ Generates the graphic: Phase of the detected signal vs Wavelength 
% WITH DUT 
 
% A file is created to save the data 
 
[fitxer,path]=uiputfile('*.dat','Save');  
if isequal(fitxer,0)  
    return 
else 
    fitxer=sprintf('%s%s',path,fitxer);  
    fi=fopen(fitxer,'wt');  
end 
 
% Configurates the network analizer 
 
g = gpib('ni',0,19);  
fopen(g)  
fprintf(g,'CWFREQ')  
% RF frequency   
fprintf(g,'cwfreq;%g',frf1)  
fprintf(g,'POWER')  
% Power of the RF signal 
fprintf(g,'power;%g',pow) 
% Number of points in screen 
fprintf(g,'poin;100')  
% Creates a Marker and position it in the center of the screen  
fprintf(g,'MARK1') 
fprintf(g,'STAR?')  
TSTART = fscanf(g,'%g');  
fprintf(g,'STOP?')  
TSTOP = fscanf(g,'%g');  
center = (TSTOP‐TSTART)/2;  
fprintf(g,'mark1;%g',center)  
fclose(g)  
delete(g)  
clear g  
 
% Data acquisition 
 
for i = wlstart:wlstep:wlstop  
    % Sets the wavelength 
    h=gpib('ni',0,16);  
    fopen(h)  
    fprintf(h, ':WAVE %g',i);  
    pause(5)  
    fclose(h);  
    delete(h);  
    clear h; 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pause(5)  
 
    % Measures the phase of the detected signal 
    modul=HP8753Dm('mesura');  
    fprintf(fi,'\n%s',modul);  
    pause(0.02)  
    modul=HP8753Dm('mesura');  
    fprintf(fi,',%s',modul);  
    pause(0.02)  
    modul=HP8753Dm('mesura');  
    fprintf(fi,',%s',modul); 
    pause(0.02)  
end 
 
st=fclose(fi);  
 
% Saves the 1st, 4th and 7th columns in the vectors: fmodul1, fmodul2 y fmodul3.  
 
[fmodul1,fmodul2,fmodul3]=textread(fitxer,'%n%*n%*n%n%*n%*n%n%*[^\n]','delimiter',',');  
 
% Calculates the average of the 3 columns 
 
fmodul_withdut=(fmodul1+fmodul2+fmodul3)./3;  
fmodul_withdut1=(180/pi)*unwrap((fmodul_withdut*pi)/180);  
 
l=[wlstart:wlstep:wlstop];  
figure(2)  
plot(l,fmodul_withdut);  
title('Phase with DUT')  
ylabel('Phase (º)');  
xlabel('Wavelength (nm)');  
 
fi=fopen(fitxer,'wt') ;  
fprintf(fi,'Initial_Wavelength(nm):\t%g',wlstart);  
fprintf(fi,'\nFinal_Wavelength(nm):\t%g',wlstop);  
fprintf(fi,'\nResolution(nm):\t%g',wlstep);  
fprintf(fi,'\nFrequency_RF(MHz):\t%g',frf);  
fprintf(fi,'\nPower_level(dBm):\t%g',pow);  
fprintf(fi,'\n\n\t\t\tWavelength(nm):');  
fprintf(fi,'\t\tFase(Âº):');  
tamano=length(l);  
for h=1:tamano  
    fprintf(fi,'\n\t\t\t%g',l(h));  
    fprintf(fi,'\t\t\t%g',fmodul_withdut1(h));  
end 
st=fclose(fi);  
 
 
%% Part 3 ‐ Generates the graphic: Group Delay, Calibrated Phase and Dispersion vs Wavelength 
 
% Calculates and represents the calibrated phase 
 
l=[wlstart:wlstep:wlstop]; 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fmodul = fmodul_withdut1 ‐ fmodul_wodut;  
figure(3)  
plot(l,fmodul);  
title('Calibrated Phase')  
ylabel('Phase (º)');  
xlabel('Wavelength (nm)');  
 
% Calculates and represents the Group Delay 
 
tg = ‐(fmodul/(frf1*360)); 
figure(4)  
plot(l,tg);  
title('Group Delay')  
ylabel('Group delay (s)');  
xlabel('Wavelength (nm)');  
 
% Calculates and represents the Dispersion (D) 
 
D = (tg(2:length(tg))‐tg(1:length(tg)‐1))/(wlstep*10^‐9); %s/m 
D = D*10^3 %ps/nm 
Disp = mean(D) %ps/nm 
figure(5)  
plot(l(1:(length(tg)‐1)),D); 
hold on 
plot(l(1:(length(tg)‐1)),Disp,'r*'); 
title('Dispersion')  
ylabel('Dispersion (ps/nm)');  
xlabel('Wavelength (nm)'); 
 
2.3 Código del ABCM 
 
%% Part 1 ‐ Generates the graphic: Amplitude vs Bias Voltage WITHOUT DUT 
 
vstart = 0;  
vstop = 14;  
vstep = 50;  
frf = 2;  
frf1 = frf*1e9;  
pow = 10;  
 
% A file is created to save the data 
  
[fitxer,path] = uiputfile('*.dat','Save');  
if isequal(fitxer,0)  
    return  
else 
    fitxer = sprintf('%s%s',path,fitxer);  
    fi = fopen(fitxer,'wt');  
end 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% Configures the Network Analizer  
 
g = gpib('ni',0,19);  
fopen(g)  
% Modulator frequency 
fprintf(g,'CWFREQ')  
fprintf(g,'cwfreq;%g',frf1) 
% Signal power 
fprintf(g,'POWE') 
fprintf(g,'powe;%g',pow)  
% Number of points in the scrren 
fprintf(g,'poin;100') 
% Creates a Marker and position it in the center of the screen 
fprintf(g,'MARK1')  
fprintf(g,'STAR?')  
TSTART = fscanf(g,'%g');  
fprintf(g,'STOP?')  
TSTOP = fscanf(g,'%g');  
center = (TSTOP‐TSTART)/2;  
fprintf(g,'mark1;%g',center) 
delete(g)  
clear g  
 
% Data acquisition  
  
vstep = vstep*1e‐3;  
 
for i = vstart:vstep:vstop  
    s1 = serial('COM1');  
    fopen(s1);   
    fprintf(s1, 'CHAN1:VOLT %g ;CURR 1.0',i);  
    pause(2)  
    fprintf(s1, '*VOLT?');  
    voltage = fscanf(s1);  
    fclose(s1);  
    delete(s1);  
    clear s1;  
    pause(5)  
    modul=HP8753Da('mesura');  
    fprintf(fi,'\n%s',modul);  
    pause(0.02)  
    modul=HP8753Da('mesura');  
    fprintf(fi,',%s',modul);  
    pause(0.02)  
    modul=HP8753Da('mesura');  
    fprintf(fi,',%s',modul);  
    pause(0.02)  
end 
 
st=fclose(fi);  
 
% Saves the 1st, 4th and 7th columns in the vectors: fmodul1, fmodul2 y fmodul3. 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[fmodul1,fmodul2,fmodul3] = textread(fitxer,'%n%*n%*n%n%*n%*n%n%*[^\n]','delimiter',',');  
 
% Calculates the average of the 3 columns 
 
fmodul_wodut = (fmodul1+fmodul2+fmodul3)./3;  
 
% Generates the graphic: Amplitude vs Bias voltage 
 
vbias = [vstart:vstep:vstop];  
 
figure(1)  
plot(vbias,fmodul_wodut)  
title('Amplitude measured vs Vbias, without DUT')  
zoom on  
ylabel('S21(dB)');  
xlabel('Vbias (V)');  
 
% Writes in the file created 
fi=fopen(fitxer,'wt');  
fprintf(fi,'Initial_Vbias(V):\t%g',vstart);  
fprintf(fi,'\nFinal_Vbias(V):\t%g',vstop);  
fprintf(fi,'\nResolution(V):\t%g',vstep);  
fprintf(fi,'\nFrequency_RF(GHz):\t%g',frf);  
fprintf(fi,'\nPower_level(dBm):\t%g',pow);  
fprintf(fi,'\n\n\t\t\tVbias(V)');  
fprintf(fi,'\t\tS21(dB)');  
tamano=length(vbias);  
for h=1:tamano  
    fprintf(fi,'\n\t\t\t%g',vbias(h));  
    fprintf(fi,'\t\t\t%g',fmodul_wodut(h));  
end 
st=fclose(fi);  
 
msgbox('Connect the DUT') 
 
%% Part 2 ‐ Generates the graphic: Amplitude vs Bias Voltage WITH DUT 
 
% A file is created to save the data 
 
[fitxer,path] = uiputfile('*.dat','Save');  
if isequal(fitxer,0)  
    return  
else 
    fitxer = sprintf('%s%s',path,fitxer);  
    fi = fopen(fitxer,'wt');  
end 
 
% Configures the Network Analizer  
 
g = gpib('ni',0,19);  
fopen(g)  
fprintf(g,'CWFREQ')  
% Modulator frequency 
  72 
fprintf(g,'cwfreq;%g',frf1)  
fprintf(g,'POWER')  
% Signal power 
fprintf(g,'power;%g',pow)  
fprintf(g,'poin;100')  
% Number of points in the screen 
fprintf(g,'MARK1')  
% Creates a Market and position it in the center of the screen 
fprintf(g,'STAR?')  
TSTAR = fscanf(g,'%g');  
fprintf(g,'STOP?')  
TSTOP = fscanf(g,'%g');  
center = (TSTOP‐TSTAR)/2;  
fprintf(g,'mark1;%g',center)  
fclose(g)  
delete(g)  
clear g  
 
% Data acquisition 
 
for i = vstart:vstep:vstop  
    s1 = serial('COM1');  
    fopen(s1); 
    fprintf(s1, 'CHAN1:VOLT %g ;CURR 1.0',i);  
    pause(2)  
    fprintf(s1, '*VOLT?');  
    voltage = fscanf(s1);  
    fclose(s1);  
    delete(s1);  
    clear s1; 
  pause(5)  
  modul=HP8753Da('mesura');  
  fprintf(fi,'\n%s',modul);  
  pause(0.02)  
  modul=HP8753Da('mesura');  
  fprintf(fi,',%s',modul);  
  pause(0.02)  
  modul=HP8753Da('mesura');  
  fprintf(fi,',%s',modul);  
  pause(0.02)  
end 
 
st=fclose(fi);  
 
%Se guardan la primera, cuarta y séptima columnas en los vectores fmodul1, fmodul2 y fmodul3.  
[fmodul1,fmodul2,fmodul3]=textread(fitxer,'%n%*n%*n%n%*n%*n%n%*[^\n]','delimiter',',');  
 
%Se realiza la media de las tres medidas  
fmodul_withdut=(fmodul1+fmodul2+fmodul3)./3;  
 
vbias=[vstart:vstep:vstop];  
figure(2)  
plot(vbias,fmodul_withdut); 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title('Amplitud measured vs Vbias, with DUT')  
zoom on  
ylabel('S21 (dB)');  
xlabel('Vbias (V)');  
 
% Writes in the file created 
fi=fopen(fitxer,'wt');  
fprintf(fi,'Initial_Vbias(V):\t%g',vstart); 
fprintf(fi,'\nFinal_Vbias(V):\t%g',vstop);  
fprintf(fi,'\nResolution(V):\t%g',vstep);  
fprintf(fi,'\nFrequency_RF(MHz):\t%g',frf);  
fprintf(fi,'\nPower_level(dBm):\t%g',pow);  
fprintf(fi,'\n\n\t\t\tVbias(V):');  
fprintf(fi,'\t\tS21(dB):');  
tamano=length(vbias);  
for h=1:tamano  
    fprintf(fi,'\n\t\t\t%g',vbias(h)); 
    fprintf(fi,'\t\t\t%g',fmodul_withdut(h)); 
end 
st=fclose(fi);  
  
%% Part 3 ‐ Generates the graphic: Amplitude With DUT and Without DUT vs Bias Voltage, Calculates and 
represents the Dispersion (D)  
 
figure(3)  
plot(vbias,fmodul_wodut,'b',vbias,fmodul_withdut,'r');  
title('Amplitudes Measured (Blue = Without DUT / Red = With DUT)')  
ylabel('S21 (dB)');  
xlabel('Vbias (V)');  
    
     
%Esta función nos da el valor de la dispersión  
 
         
for xs =1:1:2 
     
    if xs == 1 
        v = fmodul_wodut; 
    else 
        v = fmodul_withdut; 
    end 
     
    delta = 20; 
    x = vbias; 
    mintab = []; 
 
    mn = Inf;  
    mx = ‐Inf; 
    mnpos = NaN; 
    mxpos = NaN; 
 
    lookformax = 1; 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for ie=1:length(v) 
      this = v(ie); 
      if this > mx 
          mx = this;  
          mxpos = x(ie);  
      end 
      if this < mn  
          mn = this;  
          mnpos = x(ie);  
      end 
 
      if lookformax 
        if this < mx‐delta 
          mn = this;  
          mnpos = x(ie); 
          lookformax = 0; 
        end   
      else 
        if this > mn+delta 
          mintab = [mintab ; mnpos]; 
          mx = this;  
          mxpos = x(ie); 
          lookformax = 1; 
        end 
      end 
    end 
     
    if xs == 1 
        minwo = mintab'; 
    else 
        minwd = mintab'; 
    end 
     
end 
 
vvb = []; 
 
if length(minwo) > length(minwd) 
    for xs=length(minwd):‐1:1 
        vvb(xs) = minwo(xs+1)‐minwd(xs); 
    end 
else 
    if length(minwo) == length(minwd) 
         for xs=1:1:length(minwd) 
             vvb(xs) = minwo(xs)‐minwd(xs); 
         end 
    else 
        for xs=length(minwo):‐1:1 
            vvb(xs) = minwo(xs)‐minwd(xs+1); 
        end 
    end 
end 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vb = mean(vvb); 
 
%calculamos la dispersión  
vpi=3.25; 
long=1550;   
long_=(long*1e‐9)^2; 
rf2=(frf*1e9)^2; 
c=3*1e8;  
D=‐(c*vb)/(2*vpi*(long_)*(rf2)) 
D1=D*1000 
 
2.4 Código del RF‐SCAN 
 
clc 
clear all 
close all  
 
% Find the Value of Dispersion using RF‐SCAN method 
 
cont_bias = 0; 
 
%Dispersion value 
 
D = 2.568; %s/m 
 
pi = 3.1416; 
c = 3*10^8; %m/s 
wl = 1550*10^‐9; %m 
 
npoint = 5000; 
freq_start = 3*10^3; %3KHz 
freq_end = 6*10^9; %6GHz 
freq_step = (freq_end ‐ freq_start)/(npoint ‐ 1); 
freq = [freq_start:freq_step:freq_end]; 
 
vpi = 3.25; 
 
continf = npoint; 
delta = 20; 
 
min = 0.3; 
result(1,1:npoint)=Inf; %Frequency 
result(2,1:npoint)=Inf; %Vbias of zeros 
result(3,1:npoint)= Inf; %Min amplitude 
result(4,1:npoint)=Inf; %Phase 
 
vbias_start = 3.5; 
vbias_end = 2*vpi; 
vbias_step = 0.001; 
vbias_end_new = 0; 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pos = 1; 
 
finish = false; 
min_curve = 0; 
 
while (finish == false) 
     
    %% Vbias 
    if vbias_end == vbias_end_new 
        vbias_end = 2*vbias_end; 
    end 
     
    if vbias_end < vbias_start 
        vbias_step = ‐vbias_step; 
    else 
        vbias_step = abs(vbias_step); 
    end 
     
    vbias = [vbias_start:vbias_step:vbias_end]; 
 
    for vb = 1:length(vbias) 
         
        cont_bias = cont_bias+1; 
         
        %% Signal 
        Av = pi * (vbias(vb)/vpi); 
        Sig = 20*log10(sin((pi*D*(freq.^2)*(wl^2))/c + Av/2)); 
 
        amp_out = real(Sig); 
        
        diff_phase(1:npoint) = 0;  
         
        min_compare = max(amp_out) ‐ delta; 
         
        for k = 1:1:npoint 
            if (amp_out(k) < min_compare)  
                if(amp_out(k) < min_curve) 
                    min_curve = amp_out(k); 
                    pos = k; 
                end 
            end 
        end 
         
        result(3,pos) = min_curve; 
        result(1,pos) = freq(pos); %freq 
        result(2,pos) = pi *(1 ‐ (vbias(vb)/(2*vpi))); %sum phase 
        result(4,pos) = diff_phase(pos); %phase 
         
      min_curve = 0; 
    end 
     
     %% Find new Vbias 
  77 
       
      first = true; 
      second = false; 
      for cd = 1:npoint 
          if first 
              if (result(2,cd) == Inf) 
                  if cd == 1 
                      vbias_start = 0; 
                      first = false;                   
                  else 
                      vbias_start = result(2,cd‐1); 
                      first = false; 
                  end 
              end 
          else 
              if ((result(2,cd) < Inf) & (second == false)) 
                  vbias_end_new = result(2,cd); 
                  second = true; 
              end 
          end 
      end 
                       
      %% Find if we have finished 
 
      continf = 0; 
      for f = 1:npoint 
          if result(3,f) < Inf 
              continf = continf + 1; 
          end 
      end 
      endi = npoint*0.2; 
       
      if (continf >= endi) 
          finish = true; 
      else 
          finish = false; 
      end 
       
end 
 
d=1; 
for f = 1:npoint 
    if result(2,f) < Inf 
        ef_up(d) = result(2,f) + result(4,f); 
        ef_down(d) = result(2,f) ‐ result(4,f); 
        freq_r(d) = freq(f); 
        d =d+1; 
    end 
end 
 
%% Calculates the Group Delay 
 
dphi_pos = ef_up(2:length(ef_up))‐ ef_up(1:length(ef_up)‐1); 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dphi_neg = ‐fliplr(ef_down(2:length(ef_down))‐ ef_down(1:length(ef_down)‐1)); 
 
dphi = [dphi_neg, 0, dphi_pos]; 
 
% For calculation 
df = freq_r(2:length(freq_r)) ‐ freq_r(1:length(freq_r)‐1); 
ddf = [fliplr(df),2*freq_r(1),df]; 
 
%For plot 
f_sum = (freq_r(2:length(freq_r)) + freq_r(1:length(freq_r)‐1))/2; 
df_p = [‐fliplr(f_sum),0,f_sum]; 
 
tg = ‐ dphi./(2*pi*ddf); 
figure(1) 
plot(df_p, tg) 
title('Group Delay') 
xlabel('Frequency (Hz)') 
ylabel('tg (s)') 
 
%% Calculates the dispersion  
 
% For plot 
Df_p = (df_p(2:length(df_p)) + df_p(1:length(df_p)‐1))/2; 
% For calculation 
Df_c = df_p(2:length(df_p)) ‐ df_p(1:length(df_p)‐1); 
 
Atg = tg(2:length(tg)) ‐ tg(1:length(tg)‐1); 
 
Disp = Atg ./ ((Df_c)*(wl^2/c)); 
figure(2) 
plot(Df_p, Disp) 
title('Dispersion') 
Dp = mean(Disp) 
hold on 
plot(Df_p,Dp,'*r') 
xlabel('Wavelength (m)') 
ylabel('Dispersion (s/m)') 
 
2.5 Otras funciones 
 
% Esta función entrega la potencia del multímetro HP8153A en Watts  
 
function [Potencia]=HP8153A_pow1()  
%global HP8153A_pow1;  
% Se crea un objeto gpib  
multimeter=gpib('ni', 0, 22);  
% Se abre el objeto  
fopen(multimeter);  
% Se pide la identificación del instrumento  
fprintf(multimeter,'*idn?'); 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instrument=fscanf(multimeter);  
%Se toman tres mediciones de potencia y se promedian  
fprintf(multimeter,'READ:pow?')  
Potencia1=fscanf(multimeter,'%g');  
%Pasamos la medida de dbm a mW:  
PmW1=10^(Potencia1/10);  
fprintf(multimeter,'READ:pow?')  
Potencia2=fscanf(multimeter,'%g');  
%Pasamos la medida de dbm a mW:  
PmW2=10^(Potencia2/10);  
fprintf(multimeter,'READ:pow?')  
Potencia3=fscanf(multimeter,'%g');  
%Pasamos la medida de dbm a mW:  
PmW3=10^(Potencia3/10); 
 
Potencia=(PmW1+PmW2+PmW3)/3; %Potencia en mW.  
fclose(multimeter)  
delete(multimeter)  
clear multimeter 
 
%HP8703D(mesura): Esta función devuelve el resultado de la medida realizada en el marker, que tiene que 
estar activada previamente.  
% El parámetro mesura es un string. Nos devuelve la amplitud.  
 
function[resultat]=HP8753D(mesura) 
%Se crea y se abre el objeto GBIP  
g=gpib('ni',0,19);  
fopen(g)  
%Se define el tipo de medida a realizar.  
%La medida será en formato ASCII (form4)  
fprintf(g,'chan2;S21;logm;form4;OUTPMARK;')  
resultat=fscanf(g,'%s');  
fclose(g)  
delete(g)  
clear g 
 
%HP8703D(mesura): Esta función devuelve el resultado de la medida realizada en el marker, que tiene que 
estar activada previamente.  
% El parámetro mesura es un string. Nos devuelve la fase.  
 
function[resultat2]=HP8753D_2(mesura)  
    %Se crea y se abre el objeto GBIP  
    g=gpib('ni',0,19);  
    fopen(g) %Se define el tipo de medida a realizar (en este caso la fase).  
    %La medida será en formato ASCII (form4)  
    fprintf(g,'chan1;S21;phase;form4;OUTPMARK;')  
    resultat2=fscanf(g,'%s');  
    fclose(g)  
    delete(g)  
    clear g 
 
%HP8703D(mesura): Esta función devuelve el resultado de la medida realizada en el marker, que tiene que 
estar activada previamente. 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% El parámetro mesura es un string. Nos devuelve la amplitud.  
function[resultat]=HP8753Da(mesura)  
%Se crea y se abre el objeto GBIP  
g=gpib('ni',0,19);  
fopen(g)  
%Se define el tipo de medida a realizar (en este caso la amplitud).  
%La medida será en formato ASCII (form4)  
%fprintf(g,'chan2;S21;logm;form4;OUTPMARK;') 
fprintf(g,'logm;form4;OUTPMARK;')  
resultat=fscanf(g,'%s');  
fclose(g)  
delete(g)  
clear g 
 
%HP8703D(mesura): Esta función devuelve el resultado de la medida realizada en el marker, que tiene que 
estar activada previamente.  
% El parámetro mesura es un string. Nos devuelve la fase.  
 
function[resultat]=HP8753Dm(mesura)  
%Se crea y se abre el objeto GBIP  
g=gpib('ni',0,19);  
fopen(g)  
%Se define el tipo de medida a realizar (en este caso la fase).  
%La medida será en formato ASCII (form4)  
fprintf(g,'phas;form4;OUTPMARK;')  
resultat=fscanf(g,'%s');  
fclose(g)  
delete(g)  
clear g 
 
