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El proyecto trata del diseño y desarrollo de un agente de usuario embebido en un 
microcontrolador dsPIC33 para el establecimiento de sesiones de Voz sobre IP y la 
comunicación mediante mensajería instantánea con otros dispositivos. 
El protocolo elegido para el establecimiento y finalización de sesiones es SIP (Session 
Initiation Protocol). Se ha implementado las partes necesarias del protocolo mediante el 
estudio del RFC y del contenido, a nivel de byte, de los mensajes que lo componen. 
El trabajo se ha realizado sobre una placa de evaluación y desarrollo llamada Explorer 
16 con un controlador externo de salida Ethernet, todo ello de Microchip Technology Inc. El 
dispositivo ha sido diseñado para que siga una programación dirigida por eventos y se 
pretende que adopte las funcionalidades de un teléfono. 
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CAPÍTULO 1. INTRODUCCIÓN 
 
En los últimos años Internet ha evolucionado ofreciendo nuevos servicios. Aún así 
actualmente siguen coexistiendo dos grandes redes, una para datos y otra para telefonía. 
Pensando en las ventajas que supondría la integración en una única red el transporte tanto 
de voz como datos surge la tecnología de Voz sobre IP (VoIP), la cual posibilita la 
conversión de la voz en paquetes de datos bajo protocolo de Internet (IP) para que pueda 
ser transmitida a través de una red de datos privada o pública como Internet. Gracias a 
esta convergencia podría ofrecerse las prestaciones que hasta ahora ofrece la red 
telefónica convencional y además permitir la creación de aplicaciones que multipliquen sus 
usos y prestaciones.  
 
El avance de las telecomunicaciones hace que esta homogeneización sea posible gracias 
a la aparición de nuevos estándares, a la mejora de las tecnologías de compresión de voz 
y al continuo aumento del caudal de las redes.  
 
La red convencional de telefonía se basa en la conmutación de circuitos, es decir, al 
iniciarse la comunicación se establece un circuito físico durante el tiempo que dura la 
conversación. Esto implica la reserva de los recursos hasta que finalice la comunicación no 
pudiendo ser utilizado por otra, incluso durante los silencios que se suceden dentro de una 
conversación típica. En cambio, la telefonía IP no utiliza circuitos físicos para la 
conversación, sino que envía múltiples conversaciones a través del mismo canal 
codificadas en paquetes y en flujos independientes. 
 
Integrar la voz en las redes IP aporta múltiples ventajas como son: 
 
- Reducción de costes debido al mantenimiento, gestión y uso de una única red; 
llamadas gratuitas entre las distintas sedes de una empresa, etc. 
- Mejor utilización del ancho de banda.  
- Permite el uso de un mismo número de teléfono independientemente de dónde se 
encuentre físicamente el usuario. 
- Capacidad multimedia y poder ofrecer nuevos servicios de valor añadido, como por 
ejemplo, mensajería instantánea. 
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Sin embargo, existe un importante inconveniente que ha hecho que la expansión de la 
VoIP no sea tan rápida como se esperaba: no poder garantizar unos niveles mínimos de 
calidad de servicio utilizando la propia red de Internet como transporte. 
 
 La QoS se está logrando en base a los siguientes criterios: 
 
- Nuevos códecs suprimen parcial o totalmente los silencios, así se aprovecha mejor 
el ancho de banda al transmitir menos información. 
- Compresión de cabeceras aplicando los estándares RTP/RTCP. 
- Cancelador de eco. 
- Priorización de los paquetes que requieran menor latencia. 
- La implantación de IPv6 que proporciona mayor espacio de direccionamiento y la 
posibilidad de tunnelingi. 
 
 
En el presente Proyecto Fin de Carrera se plantea como objetivo principal diseñar e 
implementar un agente de usuario que permita establecer sesiones de comunicación VoIP 
y mensajería instantánea con otros terminales IP a través de una red de área local 
conectada por protocolo TCP/IP. Dicho agente se desarrollará para un microcontrolador y 
se interactuará con él mediante una placa de desarrollo. Debido a limitaciones de 
hardware, en este proyecto se pretende llegar hasta la negociación de los parámetros y 
posterior establecimiento de sesión, dejando para trabajos posteriores la codificación de 
audio. 
 
Este proyecto se incluye dentro del propósito de diseño y fabricación de un teléfono IP por 
parte de la empresa IPLOGIKA, S.L. Es por ello, que el diseño del agente propuesto se 
basa en las funcionalidades que podría tener un teléfono convencional, utilizando la placa 
de desarrollo como tal. 
 
 
 
 
 
                                               
i
 Tunneling: consiste en encapsular un protocolo de red sobre otro creando un túnel dentro de una red de 
comunicaciones. 
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CAPÍTULO 2. ESTUDIO DE LAS NECESIDADES 
 
En este capítulo se darán respuesta a una serie de cuestiones planteadas previas al 
estudio.  
2.1. ¿Por qué dsPIC33FJ256GP710? 
Este controlador de señal digital de 16 bits de la nueva familia dsPIC33 de Microchip 
Technology, es el elegido por la empresa por su alto nivel de prestaciones, haciéndolo ideal 
para este tipo de aplicaciones. Opera a 40 millones de instrucciones por segundo desde 
3,3 voltios, con más de 256 kbytes de flash auto programable y más de 30 kbytes de 
memoria RAM en encapsulados de 100 pines. Entre las varias E/S disponibles, hay que 
destacar el bus SPI (Serial Peripheral Interface), ya que las librerías de los códec la 
utilizarán para la transferencia de información en trabajos posteriores. 
 
2.1.1 Explorer 16 Development Board 
Es la placa de desarrollo utilizada. Permite la evaluación a bajo coste y de forma eficiente 
de las prestaciones de estos  nuevos controladores de señal digital (DSC) de 16 bits 
dsPIC33. Diseñada para poder trabajar con el depurador ICD2 o REAL ICE, este último 
será el que se utilice. Las facilidades de depuración y la emulación a tiempo real ayudan al 
ingeniero a acelerar la evaluación de su aplicación. La placa “Explorer 16” incluye un 
zócalo de donde se pueden conectar o el emulador o uno de los dos módulos que 
contienen el procesador con el que trabajar, uno con el PIC24FJ128GA010 y otro con el 
dsPIC33FJ256GP710. Además incluye un conmutador para selección del modo de trabajo 
con emulador o con la pieza física. Además del conector para el módulo con el PIC24 o con 
dsPIC33, esta placa incluye conexión RS-232, conectividad USB mediante un PIC18F4550, 
el conector estándar de 6 hilos para el REAL ICE, pantalla de cristal líquido de 2x16 
caracteres, pulsadores de reset y de entrada para el usuario, 8 LED para indicación, área 
de expansión para prototipos, zócalo y conector de borde de placa para futuras placas de 
expansión “PicTail™ Plus”, entre otras muchas características. 
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Fig. 2.1 Explorer 16 Development Board 
 
2.1.2 Ethernet PICtail™ Plus Daughter Board 
La placa interfaz de Ethernet PICtail™,  está diseñada para facilitar el desarrollo con el 
controlador ENC28J60. Controlador de Ethernet que provee una solución rentable, con un 
bajo número de pines, para comunicación remota entre aplicaciones empotradas y redes 
locales o globales. El controlador de Ethernet ENC28J60 utiliza el interfaz serie estándar, 
que requiere solo cuatro líneas para conectarse con el microcontrolador.  
 
Ethernet PICtail™ está diseñada para ser insertada en una de las ranuras de extensión de 
la placa de desarrollo Explorer 16. Integra un conector hembra RJ-45 10BASE-T. 
 
  
Fig. 2.2 PICtail Plus board for Ethernet.  
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2.1.3 Real ICE 
Nuevo sistema de emulación que ofrece soporte al desarrollo de aplicaciones que utilizan 
microcontroladores PIC®  y Controladores de Señal Digital (DSC) dsPIC® de Microchip. El 
MPLAB® REAL ICE™ ofrece soporte de emulación de bajo coste y próxima generación, 
incluyendo un enlace más rápido a memoria y unas conexiones de mayor velocidad al 
destino. El nuevo sistema de emulación está totalmente adaptado al Entorno de Desarrollo 
Integrado (Integrated Development Environment, IDE) MPLAB gratuito y utilizado para 
escritura de código, elaboración de proyectos, comprobación, verificación y programación. 
Dentro de MPLAB, el nuevo sistema incorpora un amplio conjunto de funciones de 
depurado, como puntos de ruptura complejos, traza del código de aplicación y registro de 
datos, seguimiento de ejecución de código y monitorización de variables en tiempo real. 
 
 
Fig. 2.3 MPLAB Real ICE. 
 
2.2. ¿Por qué Lenguaje C? 
En la elección del lenguaje de programación no hubo duda ya que la codificación en estos 
microcontroladores ha de realizarse en lenguaje C. 
 
MPLAB® C30, en su versión 2.0, es el compilador de C que se emplea. Incluye: el 
compilador, el ensamblador, el "linker" y las librerías. Entre ellas, una completa librería 
estándar ANSI C, que contiene funciones para manipulación de cadenas, asignación de 
memoria dinámica, conversión de datos, funciones matemáticas hiperbólicas, 
exponenciales, trigonométricas y de temporización. 
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El nuevo compilador 2.0 soporta todos los microcontroladores, de alto rendimiento de 16 
bits, PIC24 y las familias de controladores de señal digital dsPIC®. 
 
Hay disponible una edición gratuita para estudiantes que ofrece la misma funcionalidad 
durante 60 días, después de los cuales mantiene una completa compatibilidad de códigos 
fuente y soporte del dispositivo, sin limitaciones de memoria, pero sin la optimización 
adicional de código. 
 
2.3. ¿Por qué SIP? 
SIP (Session Initiation Protocol) se caracteriza porque sus promotores tienen raíces en la 
comunidad IP y no en la industria de las telecomunicaciones. SIP ha sido estandarizado y 
dirigido principalmente por el IETF (Internet Engineering Task Force)  mientras que el otro 
protocolo más extendido en VoIP, H.323, ha sido tradicionalmente asociado con la ITU 
(Unión Internacional de Telecomunicaciones). H.323 fue el primer protocolo que cumplió 
las normas de VoIP por lo que se popularizó inicialmente. Más tarde se creó SIP y hoy por 
hoy es el que tiene una mayor proyección. 
 
El protocolo H.323 pese a que técnicamente es un protocolo potente y maduro, el interés 
por parte de los usuarios y empresas actualmente ha disminuido debido principalmente a 
su complejidad y poca flexibilidad. Los mensajes están en formato binario, dotando de 
mayor dificultad en el proceso de desarrollo y depurado.  
 
El gran potencial de SIP reside en su flexibilidad, su modularidad, su facilidad en la 
generación de nuevos servicios y su filosofía de arquitectura distribuida que favorece la 
movilidad. 
 
Por sus características y por la corriente a la que tiende la industria, el protocolo elegido 
para el UAi (User Agent) que se pretende diseñar e implementar es SIP. 
 
2.4. ¿Por qué no librerías SIP? 
A lo largo del estudio de las necesidades para el proyecto se barajó la posibilidad de utilizar 
librerías SIP en lenguaje C de código abierto y se indagó sobre las diferentes posibilidades. 
                                               
i
 UA: Denominación terminológica correcta para referirse a un elemento terminal de una red SIP.  
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De las pocas librerías para tal uso encontradas, todas estaban enfocadas a la 
programación de aplicaciones bajo un sistema operativo, es decir, no para ser embebido en 
un microcontrolador.  
 
Aparte, se preveía una complicada integración con la pila TCP/IP utilizada, pila descargada 
gratuitamente de la web de Microchip. Es por ello que se descarto esta opción y se optó 
por la programación desde cero del protocolo, creando byte a byte cada paquete. 
 
2.4.1 Microchip TCP/IP Stack 
Microchip ofrece una pila de software TCP/IP optimizado para los PIC18, PIC24 y familia 
de micrcontroladores dsPIC. La pila es un conjunto de programas que proveen de los 
servicios TCP/IP a las aplicaciones. Los usuarios no necesitan conocer todas las 
complejidades de las especificaciones TCP/IP para poder hacer uso de ellas. Basada en el 
modelo de referencia TCP/IP, la pila se divide en múltiples capas, la misión de cada capa 
es proveer servicios a las capas superiores, haciéndoles transparentes el modo en que 
esos servicios se llevan a cabo. De esta manera, cada capa debe ocuparse exclusivamente 
de su nivel inmediatamente inferior, a quien solicita servicios, y del nivel inmediatamente 
superior, a quien devuelve resultados. Por especificaciones, muchas de las capas están 
“vivas”, en el sentido de que no sólo actúan cuando se solicita un servicio, sino también 
cuando los eventos como el tiempo de espera o la llegada de un nuevo paquete se 
producen. La pila sigue un diseño modular y está escrita en lenguaje de programación C. 
 
En conjunción con el controlador Ethernet, permite reducir los tiempos y costes de 
desarrollo de aplicaciones a través de una red de área local o Internet. 
 
 
Fig. 2.4 Capas TCP/IP Stack. 
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2.5. ¿Por qué servidor SIP? 
Aunque dos terminales SIP puedan comunicarse sin intervención de infraestructuras SIP 
(razón por la que el protocolo se define como punto-a-punto), este enfoque es inviable para 
un servicio práctico. Sin servidor el usuario que realiza la llamada tiene que conocer la 
situación del otro terminal para poder establecer la conexión, si no la conoce el mensaje 
SIP nunca podrá llegar al destino y no se podrá realizar la comunicación. En los escenarios 
reales este hecho no se da, los Users Agents no se conocen entre ellos, sólo conocen la 
situación de un proxy SIP y por tanto cuando quieran llamar a un usuario tendrán que 
comunicárselo a este proxy que será el encargado de encaminar los mensajes hacia su 
destino. 
 
Éste es el escenario que se ha pensado desde el principio y con el que se trabajará. Para 
ello, los usuarios tienen que registrarse en el proxy SIP para poder realizar una llamada. 
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CAPÍTULO 3. CONCEPTOS BÁSICOS 
 
3.1. Protocolo SIP 
SIP (Session Initiation Protocol) es un protocolo desarrollado por el IETF en 1999 y 
actualmente se recoge su versión 2.0 en el RFC 3261 [1]. Dicho protocolo proporciona 
herramientas para la creación, modificación y finalización de sesiones interactivas de 
usuario donde intervengan elementos multimedia.  
 
SIP funciona en colaboración con otros protocolos e interviene en la parte de señalización 
al establecer la sesión de comunicación entre un terminal origen y un terminal destino. Otra 
utilidad es la de determinar las capacidades del terminal de destino; para éste fin se suele 
utilizar otro protocolo llamado SDP  (Session Description Protocol). 
 
SIP actúa como envoltura a SDP, que describe el contenido multimedia de la sesión, por 
ejemplo qué puerto IP y códec se usarán durante la comunicación, etc. En un uso normal, 
las sesiones SIP son simplemente flujos de paquetes de RTP (Real-time Transport 
Protocol). RTP es el verdadero portador para el contenido de voz y video. 
 
SIP ha tomado prestado conceptos ya utilizados exitosamente, como es el caso de 
HTTP (HyperText Transfer Protocol), adoptando las características más importantes de 
este estándar como son la sencillez de su sintaxis y una estructura cliente/servidor basada 
en un modelo petición/respuesta. SIP comparte muchos códigos de estado con HTTP.  
 
Otra de las ventajas de SIP es su sistema de direccionamiento. Las direcciones SIP tienen 
una estructura parecida a la un correo electrónico dotando a sus clientes de una alta 
movilidad.  
 
Un objetivo de SIP fue aportar un conjunto de las funciones de procesamiento de llamadas 
y capacidades presentes en la red pública conmutada de telefonía. Así, implementó 
funciones típicas que permite un teléfono común como son: llamar a un número, provocar 
que un teléfono suene al ser llamado, etc. 
 
SIP también implementa muchas de las características del procesamiento de llamadas de 
SS7 (Signaling System #7), aunque los dos protocolos son muy diferentes. SS7 es altamente 
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centralizado, caracterizado por una compleja arquitectura central de red y unos terminales 
“tontos”.  
 
SIP es un protocolo punto a punto. Como tal requiere un núcleo de red sencillo (y 
altamente escalable) con inteligencia distribuida en los extremos de la red, incluida en los 
terminales. Muchas características de SIP son implementadas en los terminales en 
oposición a las tradicionales características de SS7, que son implementadas en la red.  
 
Al ser un protocolo basado en texto posibilita una fácil implementación y depuración, eso lo 
hace flexible y extensible. El tamaño extra que implica usar un protocolo basado en texto 
no tiene mayor trascendencia, ya que SIP es un protocolo de señalización y no es un 
protocolo para el intercambio de datos de usuario, donde sí podría tener consecuencias. 
SIP puede funcionar perfectamente sobre cualquier tipo de protocolo de transporte (fiable y 
no fiable). 
 
SIP es uno de los protocolos de señalización para voz sobre IP pero no se limita a 
comunicaciones de voz y puede mediar en cualquier tipo de sesión comunicativa desde voz 
hasta vídeo o futuras aplicaciones. 
 
 
Fig. 3.1 Arquitectura Multimedia del IETF. 
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3.2. Mensajes SIP 
En esta sección se comentarán las cabeceras comunes de un mensaje SIP y los tipos de 
mensaje SIP más habituales en una sesión. Estos serán los mensajes que se 
implementarán en nuestro agente. Los mensajes SIP están codificados en ASCII, por lo 
que son legibles. 
 
3.2.1 Métodos y respuestas SIP 
Dentro del protocolo SIP se definen gran cantidad de mensajes, la totalidad de ellos se 
encuentran definidos en el RFC 3261 [1]. Se comentarán los más comunes y los utilizados 
en el agente de usuario.  
 
MÉTODOS 
REGISTER: es un mensaje que se envía hacia el servidor SIP indicándole que nos 
queremos registrar sobre él. 
 
INVITE: mensaje de inicio de sesión. El usuario que desea iniciar la sesión envía hacia el 
destinatario este mensaje. Incluye la descripción de sesión multimedia mediante SDP. 
 
BYE: indica la terminación de una sesión. 
 
CANCEL: se utiliza para cancelar una petición de inicio de sesión anteriormente enviada 
por el cliente. 
 
ACK: el que llama envía este método para confirmar el 200 OK y establecer la llamada, 
terminando así el proceso. También utilizado en la confirmación de cancelación de la 
sesión. 
 
MESSAGE: es una extensión al protocolo SIP recogida en el RFC 3428 [2] que permite la 
transferencia de mensajes instantáneos. Los métodos MESSAGE llevan el contenido en la 
forma de piezas de cuerpo MIME.  
 
RESPUESTAS 
100 Trying: mensaje de retorno de estado, indica que se está intentando procesar la 
petición. 
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200 OK: también es otro mensaje de retorno del estado, que indica la aceptación del 
mensaje recibido. 
 
487 Request Terminated: este retorno puede ser enviado por un agente de usuario que 
ha recibido CANCEL tras una petición de invitación pendiente. Los 200 OK son enviados 
para reconocer el CANCEL y los 487 son enviados en respuesta al INVITE, para así forzar 
el ACK que concluya la sesión. 
 
180 Ringing: tono de llamada. Al igual que los anteriores se trata de un mensaje de 
retorno de estado y en este caso indica que el mensaje ha sido recibido por el usuario y se 
está a la espera de que realice alguna acción. En nuestro caso, descolgar. 
 
3.2.2 Cabeceras 
Las cabeceras se utilizan para transportar información necesaria a las entidades SIP. A 
continuación, se detallan los campos más significativos en los mensajes. 
 
 
Fig. 3.2 Ejemplo captura de mensaje INVITE.  
 
 
Fig. 3.3 Ejemplo captura de mensaje INVITE retransmitido por servidor.  
 
CONCEPTOS BÁSICOS   13 
En la primera línea, llamada Request-Line, se observa el tipo de mensaje, a quien va 
dirigido el mensaje y la versión del protocolo SIP que utiliza ese cliente.  En la primera 
figura 3.2, el agente lo dirige hacia el servidor, quien a continuación, en la figura 3.3, 
retransmite el mensaje con la IP y puerto destino. Posteriormente en la cabecera se 
encuentran los campos: 
 
Via: es un campo necesario ya se utiliza para registrar la ruta seguida por una petición y 
para enrutar una respuesta hacia el origen. Por eso, un agente de usuario que genera un 
mensaje incluye su propia dirección en esta cabecera. También indica el transporte usado 
para el envío y contiene el parámetro branch, que es uno de los tags que identifican la 
transacción. 
 
Max-Forwards: indica el número de saltos que la petición puede hacer en su camino hacia 
el destino, cada vez que se realiza un salto esta cabecera se decrementa en una unidad. 
 
Contact: indica la URI (Uniform Resource Identifier) para contactar con quien generó el 
mensaje. Como se observa en las figuras el servidor varía esta dirección. Las respuestas le 
llegan a él, que con la información que dispone en sus tablas, sabrá retransmitir el mensaje 
al origen. 
 
To: indica el nombre del cliente hacia quien se envía la petición y la URI asociada a ese  
nombre. Al inicio no lleva ningún campo tag, ya que es el otro extremo quien lo añadirá. 
 
From: es similar a la cabecera To, pero además se añade un campo tag que es usado 
para discriminar al cliente que realiza la llamada. 
 
Call-ID: es uno de los campos más importantes del mensaje ya que es el identificador 
único de esa sesión. 
 
CSeq: contiene la petición del mensaje y el número de secuencia. Normalmente es 
incrementado en una unidad a excepción de CANCEL y ACK que usa el mismo número 
que el INVITE de la sesión. 
 
User-Agent: campo de cabecera utilizado para transmitir información sobre el agente de 
usuario que originó el mensaje. 
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Record-Route: campo utilizado para forzar que el proxy descrito permanezca en el camino 
de las futuras peticiones en la sesión entre dos agentes. 
 
Content-Type: indica el tipo de contenido del cuerpo del mensaje. 
 
Content-Length: indica la longitud del cuerpo del mensaje. 
 
 
 
Fig. 3.4 Ejemplo captura 180 Ringing.  
 
 
Fig. 3.5 Ejemplo captura 180 Ringing retransmitido por servidor.  
 
 
Estas capturas son la continuación a la petición de sesión anteriormente mostrada. Se 
puede ver como en el campo To se añade un nuevo tag. Estos tags deberán permanecer 
en todos los mensajes de la sesión. En cambio los branch pueden variar con un nuevo 
método. Los retornos de estado a estos mensajes son los que deberán llevar sus mismo 
branch.  
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3.3. Diálogos SIP 
A continuación se mostrarán los diferentes diálogos usuario-servidor y  usuario-servidor-
usuario.   
 
3.3.1 Diálogo de establecimiento y fin de sesión 
Usuario 1 Usuario 2SERVIDOR SIP
INVITE (SDP)
INVITE (SDP)100 Trying
180 Ringing
180 Ringing
200 OK (SDP)
200 OK (SDP)
ACK
ACK
BYE
BYE
200 OK
200 OK
E
s
ta
b
le
c
im
ie
n
to
S
e
s
ió
n
F
in
RTP / RTCP
 
Fig. 3.6 Diálogo de establecimiento y fin de sesión. 
 
Obsérvese que el servidor SIP envía 100 Trying al usuario que inicia la llamada para 
indicarle que está procesándola. Al mismo tiempo, envía la invitación al destinatario. 
Posteriormente el terminal receptor envía 180 Ringing para confirmar que se está a la 
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espera de que el usuario descuelgue su teléfono. Al realizarse esta acción, envía 200 OK 
con el contenido SDP que soporta y es el terminal que ha enviado el INVITE quien confirma 
mediante ACK el establecimiento. Empieza a transmitir con el códec que seleccione común 
en ambos. El flujo de datos de la sesión ya no pasa por el servidor. 
 
3.3.2 Diálogo de registro 
Usuario SERVIDOR SIP
REGISTER
100 Trying
200 OK
R
e
g
is
tr
o
 
Fig. 3.7 Diálogo de registro. 
 
3.3.3 Diálogo mensajería instantánea 
Usuario 1 Usuario 2SERVIDOR SIP
MESSAGE
MESSAGE
200 OK
200 OK M
e
n
s
. 
In
s
ta
n
tá
n
e
o
 
Fig. 3.8 Diálogo mensajería instantánea. 
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3.3.4 Diálogo al cancelar invitación 
 
Usuario 1 Usuario 2SERVIDOR SIP
INVITE (SDP)
INVITE (SDP)
180 Ringing
180 Ringing
200 OK
200 OK
CANCEL
ACK
C
a
n
c
e
la
c
ió
n
 l
la
m
a
d
a
CANCEL
487 Terminated Request
487 Terminated Request
ACK
100 Trying
 
Fig. 3.9 Diálogo al cancelar invitación. 
 
 
En este diálogo podemos observar que el usuario que inicia la llamada decide cancelarla 
antes de que descuelgue el destinatario, por lo que se envía un mensaje CANCEL, el cual 
puede que se cruce con el 180 Ringing de indicación de llamada. Posterior al envío de la 
confirmación del CANCEL por parte del usuario 2, vemos como envía un 487 para así 
forzar el ACK que concluya este diálogo. 
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3.4. Protocolo SDP 
SDP (Session Description Protocol), es un protocolo que define el formato para describir 
los parámetros de inicialización de una comunicación multimedia. Ha sido caracterizado por 
IETF en el RFC 2327 [3]. SDP juega un rol muy importante integrado dentro del protocolo 
SIP. Incluye la siguiente información: 
 
- El nombre y propósito de la sesión. 
- Tiempos de inicio y fin de la sesión. 
- Los tipos de medios que comprende la sesión. 
- Información detallada necesaria para establecer la sesión. 
 
El último punto se refiere a detalles como la dirección IP a la que se enviarán los datos, los 
números de puertos involucrados y los esquemas de codificación. SDP entrega esta 
información en formato ASCII usando una secuencia de líneas de texto, cada una de la 
forma “<tipo>=<parámetro1> <parámetro2>…<parámetroN>”. A continuación se explican 
los utilizados e implementados en los paquetes del protocolo para el agente. 
 
 
 
Fig. 3.10 Captura descripción SDP del UA. 
 
 
Protocol Version (v=0): número de versión del protocolo. La versión actual del SDP es 0, 
un mensaje válido SDP siempre empieza de esta manera. 
 
Origin (o=<username> <session id> <version> <network type> <address type> 
<address>): el campo username puede contenter el nombre del creador de la conexión, el 
host o “-“ si ninguno de los anteriores. Session id es un número aleatorio usado para 
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asegurar la unicidad. Version es otro campo numérico necesario para poder descubrir cuál 
de varios anuncios para la misma sesión es el más reciente. El network-type es siempre IN 
para Internet. Address type es la versión del protocolo IP a utilizar, IP4 o IP6. Y por último, 
Address es la dirección ya sea en forma decimal con puntos o un nombre de host 
completo. 
 
Session Name (s=): nombre de sesión. 
 
Connection Data (c=<network type> <address type> <connection address>): muestra 
información de conexión. Nuevamente, network type IN para Intenet y address type, IP4 o 
IP6. Connection address indica la dirección IP que enviará los paquetes unidifusión en 
nuestro caso. 
 
Times, Repeat Times and Time Zones (t=<start time> <stop time>): campos que 
especifican el inicio y final de sesión. Si stop time se pone a cero, entonces el período de 
sesiones no se limita, a pesar de que no se convertirá en activa hasta después de start 
time. Si el tiempo de inicio es también cero, la sesión se considera como permanente. 
 
Media Announcements (m=<media> <port> <transport> <format list>): información del 
protocolo de transporte. Media corresponde al tipo de datos a transportar, en este caso 
audio y port, al puerto ofrecido para establecer la sesión. En transport se indica el protocolo 
de transporte a utilizar, en nuestro caso siempre RTP/AVP (AVP: Audio Video Profiles) [4]. 
Format list enumeran los payloads ofrecidos para la comunicación, ya que se permite 
ofrecer múltiples opciones de códecs. Hay algunos ya definidos, como por ejemplo G.711, 
que corresponde al valor 0. 
 
Attribute rtpmap (a=rtpmap:<payload type> <encoding name>/<clock rate>): En payload 
type se encuentra un número que indica el payload ofrecido. En caso de estar ya definido 
no es necesario este campo, hay algunos que pueden utilizar un payload dinamico dentro 
del rango 97-127 como son el caso de G.726 y Speex. En encoding name y clock rate, 
encontramos el nombre y la frecuencia de muestreo del códec, respectivamente. 
 
Attribute sendrecv (a=sendrecv): atributo para iniciar en modo envío y recepción. 
 
Todos los campos anteriores son obligatorios, menos los atributos. Hay gran cantidad de 
tipos opcionales, se pueden consultar en su totalidad en el RFC del protocolo [3]. 
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3.5. Codificadores de audio 
La señal de audio ha de ser digitalizada, comprimida y codificada antes de ser transmitida 
por la red IP. Para ello se utilizan algoritmos matemáticos implementados en software 
llamados códecs. Existen diferentes modelos de códecs de audio utilizados en VoIP, 
dependiendo del algoritmo escogido en la transmisión, variará la calidad de la voz, el ancho 
de banda necesario y la carga computacional.  
 
Como se puede observar en la figura anterior (Fig. 3.10 Captura descripción SDP del UA) 
se han seleccionado para nuestro agente de usuario los códecs: G.711, G.726 y Speex. La 
intención es cubrir todo el abanico de posibilidades, es decir, elegir un códec de gran 
calidad a pesar de necesitar gran ancho de banda como es G.711,  otro códec del extremo 
contrario, menor calidad y menor consumo de ancho de banda, como puede ser Speex y 
uno intermedio como es G.726. A continuación se introducirán las características de cada 
uno. 
 
3.5.1 G.711 
Códec estandarizado por la ITU (International Telecommunication Union) en 1972. 
Muestrea a una frecuencia de 8 kHz y utiliza PCM (Pulse Code Modulation) para comprimir, 
descomprimir, codificar y descodificar. Para este estándar existen dos algoritmos 
principales, el µ-law (usado en Norte América y Japón) y el A-law (usado en Europa y el 
resto del mundo). 
 
Al entregar palabras de 8 bits requiere un ancho de banda de  64kbps. G.711 es un 
algoritmo más simple y de menor carga computacional que el resto de estándares, a los 
cuales les sirve de base. 
 
3.5.2 G.726 
Este estándar de la ITU, también conocido como ADPCM (Adaptive Differential Pulse Code 
Modulation), sustituyó al obsoleto estándar G.721 en 1990. Permite trabajar a velocidades 
de 16 kbps, 24 kbps, 32 kbps y 40 kbps. La gran ventaja de este códec es la disminución 
de ancho de banda requerido sin aumentar en gran medida la carga computacional. Su 
rendimiento y calidad a 32 Kbps y 40 Kbps son comparables a G.711.  
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3.5.3 Speex 
Códec de software libre creado por Xiph.Org Foundation en 2002 con la intención dar 
competencia al propietario G.729. Implementa un algoritmo que utiliza codificación CELP 
(Code Excited Linear Prediction), capaz de variar la velocidad de transmisión dependiendo 
de las condiciones de la red. El ancho de banda puede variar desde 2.15 a 44 kbps. 
 
Las metas en el diseño eran permitir buena calidad en la voz y baja tasa de bits 
(desafortunadamente no al mismo tiempo). Soporte para wideband (frecuencia de 
muestreo de 16 kHz) además de narrowband (calidad de teléfono, 8 kHz), proporcionando 
diferentes tasas de bit en cada caso. También existe el modo Ultra-wideband de 32 kHz. 
Complejidad variable aunque bastante superior a los otros dos códecs anteriores. 
 
El flag de detección de actividad de voz (VAD) integrado con una tasa de bits variable 
(VBR), provoca que se otorguen una cantidad de bits dependiendo de la situación, es decir, 
en caso de silencio se reducirá considerablemente la tasa de bits enviados. 
 
 
 
 
Códec Tasa de bits Ratio Compresión  
G.711 64 kbps 2:1 
G.726 
40 kbps 3.2:1 
32 kbps 4:1 
24 kbps 5.33:1 
16 kbps 8:1 
Speex 8 kbps 16:1 
Tabla 3.1 Ratios de compresión por códec. 
 
 
 
 
 
 
 
 
 
DISEÑO   22 
CAPÍTULO 4. DISEÑO 
 
La primera observación a tener en cuenta para detallar el funcionamiento general del 
agente SIP es que ha sido diseñado para seguir una programación dirigida por eventos, la 
cual se caracteriza porque tanto la estructura como la ejecución de los programas van 
determinados por los sucesos que ocurren en el sistema o que ellos mismos provocan. A 
estos sucesos les llamaremos entradas. 
 
En la programación dirigida por eventos, al comenzar la ejecución del programa se llevarán 
a cabo las inicializaciones y a continuación el programa permanecerá esperando hasta que 
se produzca alguna entrada. Cuando alguna de las entradas esperadas tenga lugar, el 
programa pasará a ejecutar las acciones correspondientes. En caso de alguna entrada 
inesperada el programa permanecerá sin acción alguna. 
 
En el diseño del agente se definen cinco autómatas: AUTOMATA_ESTADO_TELEFONO, 
AUTOMATA_REQUEST_CLIENT, AUTOMATA_REQUEST_SERVER, AUTOMATA_ 
INVITE_CLIENT, AUTOMATA_INVITE_SERVER. Se entienden como sistemas 
secuenciales, donde los valores de las salidas no dependen exclusivamente de los valores 
de las entradas en dicho momento, sino también de los valores anteriores. Depende en qué 
estado se encuentre, una misma entrada, puede realizar una acción diferente.  
 
Se ha tenido muy en cuenta que el código sea lo más modular posible y así poder reutilizar 
varias partes en diferentes momentos y también favorecer futuras posibles ampliaciones.  
 
4.1. Funcionamiento general del agente SIP 
A continuación se van a explicar las entradas que pueden ocurrir en cada estado y así 
poder entender el funcionamiento del agente diseñado. 
 
Para empezar, decir que en todos los estados existen las entradas E_LINK_OFF y 
E_INESPERADO. Al perder link se pasará a ESTADO_LINK_OFF y para otras entradas no 
esperadas en el estado se permanecerá sin cambio alguno. 
 
Para un mejor seguimiento se ha dividido el diagrama final de AUTOMATA_ 
ESTADO_TELEFONO en diferentes situaciones: “proceso de registro”, “Llamar, cancelar y 
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ser colagado”, “Llaman, cancelan y colgamos”, “Mensajería instantánea” y “Casos 
especiales” 
 
Para el envío de paquetes del protocolo SIP, se creará el paquete en un único string 
reutilizable con el contenido deseado en cada momento. Y en la recepción habrá una 
función que analice los paquetes recibidos informando de ello. En todo momento se 
mostrará en el LCD en qué estado nos encontramos. 
 
4.1.1 AUTOMATA_REQUEST_CLIENT 
Autómata para el envío de métodos SIP menos INVITE. En nuestro caso se envían los 
menajes REGISTER, BYE, CANCEL y MESSAGE. Su funcionamiento es el siguiente: 
 
TRYING
PROCEEDING
Request from TU
send request
COMPLETED
200 OK
resp. to TU
TERMINATED
Timer K
Timer F
Timer E
Send request
Timer E
Send request
200 OK
resp. to TU
Timer F
100 Trying
resp. to TU
AUTOMATA_REQUEST_CLIENT
E_ENVIO_OK 
o
E_TIMEOUT
100 Trying
resp. to TU
 
Fig. 4.1 Diagrama AUTOMATA_REQUEST_CLIENT
i
. 
 
                                               
i
 TU. La capa por encima de la capa de transacción se denomina transacción de usuario (En diagrama). 
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1. Se envía el mensaje y se activan los temporizadores Timer E y Timer F. Se 
permanece en estado TRYING hasta recibir uno de los siguientes mensajes de 
retorno de estado, 100 Trying o 200 OK. En caso de expirar Timer E se reenvía el 
mensaje y se aumenta el temporizador, la secuencia de este temporizador es: 
500ms, 1s, 2s, 4s, 4s, 4s… así hasta que finaliza Timer F que es de 32 segundos. 
En el caso recibir no respuesta se pasa a estado TERMINADO y se envía la 
entrada E_TIMEOUT. Por el contrario, al recibir un 100 Triying se transita a estado 
PROCEEDING y en el caso de que sea un 200 OK a estado COMPLETED 
activándose el temporizador K. 
 
2. En estado PROCEEDING se vuelven a activar los temporizadores anteriores con 
los mismos valores iniciales. Al finalizar Timer E sin obtener respuesta, se reenvía 
el mensaje y éste va renovándose sucesivamente con 4 segundos hasta que expire 
Timer F o hasta recibir un 200 OK y de esta manera transitar a estado 
COMPLETED activamente Timer K. En caso de recibir nuevamente 100 Trying no 
se realiza ninguna acción.  
 
3. En estado COMPLETED únicamente se espera un Timer K, una vez finalizado se 
transita a estado TERMINATED y se envía la entrada de E_ENVIO_OK. Timer K 
representa un tiempo de espera que permite limpiar la red de menajes 
retransmitidos. 
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4.1.2 AUTOMATA_INVITE_CLIENT 
Autómata utilizado para el envío del mensaje INVITE. Conceptualmente su diagrama se 
detalla a continuación: 
CALLING
PROCEEDING
1xx to TU
TERMINATED
200 OK to TU
Timer B
Inform. TU
1xx to TU
AUTOMATA_INVITE_CLIENT
INVITE from TU
INVITE sent
E_ENVIO_OK 
o
E_TIMEOUT
Timer A
INVITE sent
200 OK
to TU
 
Fig. 4.2 Diagrama AUTOMATA_INVITE_CLIENT. 
 
1. Se envía el paquete INVITE y se activan los temporizadores. Timer A empieza en 
500ms y cada vez que expire se multiplicará por dos y retransmitirá el INVITE. 
Timer B tiene el valor de 32 s, si finaliza se pasa a TERMINATED con la salida 
E_TIMEOUT. Al recibir un 100 Trying se transita a estado PROCEEDING.  
 
2. En el estado PROCEEDING se espera un 180 Ringing  y se permanece a la espera 
de que el usuario remoto realice alguna acción, en este caso descolgar. Un 180 
Ringing también se puede recibir directamente en el estado anterior de CALLING 
donde transitará y restará igualmente a la espera. 
 
3. En el estado PROCEEDING al recibir el 200 OK se transita a estado TERMINADO 
dando como salida E_ENVIO_OK. 
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4.1.3 AUTOMATA_REQUEST_SERVER 
En este autómata se recibirán todos los mensajes que no son INVITE. Se envía el mensaje 
de retorno de estado confirmando la recepción. Y se genera el evento 
E_RECEPCION_XXX_OK que recibirá el AUTOMATA_ESTADO_TELEFONO. (XXX 
corresponde al mensaje que se haya confirmado, es decir, E_RECEPCION_BYE_OK,  
E_RECEPCION_BYE_OK, E_RECEPCION_CANCEL_OK o E_RECEPCION_ 
MESSAGE_OK). 
 
 
TRYING
COMPLETED
200 OK fron TU
send response
AUTOMATA_REQUEST_SERVER
Request received
pass to TU
E_RECEPCION_XXX_OK
 
Fig. 4.3 Diagrama AUTOMATA_REQUEST_SERVER. 
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4.1.4 AUTOMATA_INVITE_SERVER 
Autómata empleado para la recepción de mensajes INVITE. Si desde la recepción hasta el 
envío de 180 Ringing pasan 200 ms, se envía previamente 100 Trying.  
 
En un principio, se permanecía en estado PROCEEDING hasta que el usuario descolgara 
(pulsara tecla 1, en nuestro caso), momento que se enviaba 200 OK y se transitaba a 
estado COMPLETED generando la salida E_RECEPCION_INVITE_OK. Pero por un mejor 
funcionamiento, el tratamiento de teclas se va a realizar en AUTOMATA_ESTADO_ 
TELEFONO.  
 
 
PROCEEDING
COMPLETED
Tecla1
200 OK to TU
180 Ringing 
 to TU
AUTOMATA_INVITE_SERVER
INVITE 
pass INV to TU
send 100 if TU won’t in 200ms
E_RECEPCION_INVITE_OK
 
Fig. 4.4 Diagrama AUTOMATA_INVITE_SERVER. 
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4.1.5 Proceso de registro 
4.1.5.1. ESTADO_LINK_OFF 
Una vez inicializada la pila TCP/IP y los temporizadores, el dispositivo permanecerá en 
ESTADO_LINK_OFF mirando cada segundo si hay link, una vez detectado pasará a 
ESTADO_LINK_ON y continuará en toda la ejecución mirando cada segundo si continua 
teniendo link, en caso de pérdida, se envía una entrada E_LINK_OFF contemplada en 
cada estado y pasa nuevamente a ESTADO_LINK_OFF.  
 
También hay una entrada E_IP, este no sería el camino  de la primera vez ya que tarda 
más en obtener una IP que en detectar si hay link. Pero podría darse el caso que 
perdiéramos link y lo recuperásemos pero no nos diéramos cuenta ya que se mira cada 
segundo y estuviésemos en ESTADO_LINK_OFF y llegará la entrada E_IP es por eso que 
se incluye esta entrada también en ESTADO_LINK_OFF.  
 
AUTOMATA_ESTADO_TELEFONO
ESTADO_
LINK_OFF
ESTADO_
LINK_ON
E_LINK_ON
AUTOMATA_
REQUEST_
CLIENT 
ESTADO_
REGISTRADO
E_IP
E_TIMEOUT
E_IP o
E_IP_NO_RECIBIDA
à REGISTER
E_ENVIO_OK
 
Fig. 4.5 Diagrama: Proceso de registro. 
 
4.1.5.2. ESTADO_LINK_ON 
En este estado se espera recibir la entrada de E_IP, querrá decir que tenemos IP asignada 
por DHCP. Se ha implementado un temporizador de siete segundos, en los cuales si no se 
obtiene dirección por DHCP se procederá al registro con la IP por defecto, al finalizar el 
temporizador E_IP_NO_RECIBIDA. Posteriormente intentará registrarse en el servidor por 
medio del paquete REGISTER.  
 
Siguiendo el RFC 3261 del protocolo SIP, los paquetes que no son el de INVITE siguen un 
mismo patrón. Es por eso que en este diseño también se ha querido hacer así. Tanto los 
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paquetes REGISTER, CANCEL, BYE pasarán por AUTOMATA_REQUEST_CLIENT y 
devolverá las entradas E_TIMEOUT o E_ENVIO_OK. 
 
En el caso de la primera, permanecerá en el mismo estado y en el caso de la segunda se 
transitará a ESTADO_REGISTRADO. 
 
4.1.6 Llamar, cancelar la llamada y ser colgado 
ESTADO_
REGISTRADO
ESTADO_
DESCOLGADO
ESTADO_
CONVERSACION
AUTOMATA_
INVITE_CLIENT 
AUTOMATA_
REQUEST_
CLIENT
ESTADO_
COLGADO
ESTADO_
LLAMANDO
ESTADO_
ESPERAR_
COLGADO
ESTADO_
MARCANDO
AUTOMATA_ESTADO_TELEFONO
E_TECLA2
à INVITE
E_TECLA1
E_TIMEOUT
E_ENVIO_OK
àACK
à Timer800
àTimer35s
E_TECLA1
E_TECLA1
à CANCEL
E_RECEPCION_487
à ACK
à Timer800 ↑↑
E_ENVIO_OK
à ACK
àTimer800 ↑↑
E_TIMER_800
AUTOMATA_
REQUEST_
SERVER 
E_RECEPCION_BYE
à 200 OK
E_RECEPCION_BYE_OK
1
2
E_TIMER_800
E_TIMEOUT
E_ENVIO_OK
à Timer35s
E_TIMER_35s
E_TIMER_35s 
 
Fig. 4.6 Diagrama: Llamamos, cancelamos y nos cuelgan. 
 
4.1.6.1. ESTADO_REGISTRADO 
Al pulsar la tecla 1 se envía un E_TECLA1 que nos hace transitar a 
ESTADO_DESCOLGADO. 
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4.1.6.2. ESTADO_DESCOLGADO 
E_TECLA1: Al pulsar la tecla1 vuelve a ESTADO_REGISTRADO. 
 
E_TECLA2: Al pulsar la tecla 2, se emularía el marcar un número destino a llamar. En este 
caso se envía un INVITE mediante AUTOMATA_INVITE_CLIENT y se pasa  a 
ESTADO_MARCANDO, es en este último estado donde se recibirá una de las posibles 
salidas del autómata anterior, E_ENVIO_OK o E_TIMEOUT. 
 
4.1.6.3. ESTADO_MARCANDO 
E_TIMEOUT: No han contestado desde el dispositivo llamado. Pasamos a 
ESTADO_ESPERAR_COLGADO.  
 
E_ENVIO_OK: Han descolgado en el destino y se ha recibido el 200 OK 
correspondiente, es el momento de enviar un ACK para confirmar el establecimiento de 
sesión. Se pasa a ESTADO_LLAMANDO y se activan los temporizadores Timer800 y 
Timer35, de 800 ms y 35 s respectivamente. 
 
E_TECLA1: Si se pulsa la tecla 1 querrá  decir que se desea colgar y por lo tanto  
abortar la invitación. Se envía un mensaje de CANCEL mediante el 
AUTOMATA_REQUEST_CLIENT y se pasa a ESTADO_COLGADO que será donde 
recibamos la respuesta del autómata.  
 
4.1.6.4. ESTADO_MARCANDO 
E_ENVIO_OK: Indica que se ha recibido 200 OK al CANCEL enviado. Se activa un 
temporizador de 35s. Se espera recibir un 487 Request Terminated. 
 
E_TIMER_35s: Entrada debida a que han expirado los 35 segundos, se pasa a 
ESTADO_REGISTRADO. 
 
E_TIMEROUT: No se ha recibido respuesta al CANCEL, se transita a 
ESTADO_REGISTRADO. 
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E_RECEPCION_487: Se ha recibido un 487 Request Terminated, se envía ACK y se 
activa Timer800. En caso de seguir recibiendo el mismo paquete, se reenvía 
nuevamente el ACK y se incrementa el temporizador así hasta los 35 segundos o hasta 
que expire Timer 800. 
 
E_TIMER_800: Al finalizar Timer 800 provoca esta entrada, en la cual se pasa a 
ESTADO_REGISTRADO. 
 
4.1.6.5. ESTADO_LLAMANDO 
E_ENVIO_OK: A este estado se ha llegado de ESTADO_MARCANDO posteriormente 
al envío del ACK. Como es posible que este ACK pudiera perderse, si seguimos 
recibiendo 200 OK querrá decir precisamente eso. Con lo que si se reciben más 200 
OK también recibiremos nuevamente la entrada E_ENVIO_OK, se volverá a enviar un 
ACK y se aumentará el Timer800, así hasta un máximo de 35 segundos.  
 
E_TIMER_800: Recibir esta entrada quiere decir que el destino ha recibido el ACK y se 
ha establecido la comunicación por lo que se transita a ESTADO_CONVERSACION.  
 
E_TIMER_35s: No ha sido posible acabar de establecer la comunicación por lo que se 
pasa a ESTADO_ESPERAR_COLGADO. 
 
4.1.6.6. ESTADO_CONVERSACION 
La recepción de la entrada E_RECEPCION_BYE  es debida a que han colgado desde el 
otro extremo, se pasa por AUTOMATA_REQUEST_SERVER y se genera la siguiente 
entrada E_RECEPCION_BYE_OK en la cual se transita a ESTADO_ESPERAR_ 
COLGADO. 
 
4.1.6.7. ESTADO_ESPERAR_COLGADO 
En este estado se espera que el usuario cuelgue, por lo tanto la entrada E_TECLA1, para 
pasar a ESTADO_REGISTRADO. 
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4.1.7 Llaman, cancelan y colgamos 
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Fig. 4.7 Diagrama: Llaman, cancelan y cuelgo. 
 
4.1.7.1. ESTADO_REGISTRADO 
E_RECEPCION_INVITE: Nos envían una petición de establecimiento de sesión, un 
INVITE. Este pasa por AUTOMATA_INVITE_SERVER y permanecemos en el mismo 
estado, esperando a descolgar. 
 
E_TECLA1: Cuando pulsamos tecla 1, descolgamos y se envía el 200 OK confirmando la 
aceptación de INVITE. 
 
E_RECEPCION_INVITE_OK: Al enviar 200 OK, tras la recepción de un INVITE, se genera 
esta entrada que hace transitar a ESTADO_LLAMADA. 
 
E_RECEPCION_CANCEL: Esta entrada llega al recibir un mensaje de CANCEL, pasa por 
el AUTOMATA_REQUEST_SERVER donde se contesta con un 200 OK. 
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E_RECEPCION_CANCEL_OK: Provocada por el envío del 200 OK, se activa un 
temporizador, TimerCAN y se envía un 487 Request Terminated. Seguimos en el mismo 
estado esperando la recepción de un ACK (entrada E_RECEPCION_ACK). 
 
E_TIMER_REC_CANCEL: Al expirar TimerCAN se produce esta entrada que provoca el 
reenvío del 200 OK y 487 Request Terminated, se incrementa y se lanza nuevamente el 
temporizador. Si en 35 segundos totales no se recibe ACK no se envían más 200 ni 487 y 
se aborta el temporizador. Al permanecer en ESTADO_REGISTRADO podremos seguir en 
funcionamiento normal. 
 
E_RECEPCION_ACK: Se genera al recibir el ACK y aborta el temporizador TimerCAN.  
 
4.1.7.2. ESTADO_LLAMADA 
E_RECEPCION_ACK: Generado al recibir el ACK correspondiente al INVITE recibido en el 
ESTADO_REGISTRADO y aborta el temporizador TimerINV. Hace transitar a 
ESTADO_CONVERSACION. 
 
E_TIMER_REC_INV: Se genera al expirar TimerINV, se reenvía 200 OK y se relanza el 
temporizador aumentado, en caso de llegar a 32 segundos, no se hacen más 
retransmisiones y se transita a ESTADO_REGISTRADO. 
 
E_TECLA1: Si en caso de haber descolgado y haber aceptado la llamada, si no se recibe 
un ACK estableciéndola, permite colgar y volver a ESTADO_REGISTRADO. 
 
4.1.7.3. ESTADO_CONVERSACION 
E_TECLA1: Se cuelga y por lo tanto se envía un BYE mediante 
AUTOMATA_REQUEST_CLIENT. Se transita a ESTADO_COLGADO. 
 
4.1.7.4. ESTADO_COLGADO 
E_ENVIO_OK: En caso de haber recibido correctamente 200 OK debido al BYE, se recibirá 
esta entrada y pasaremos a ESTADO_REGISTRADO. 
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E_TIMEOUT: En caso de no obtener respuesta del dispositivo remoto, se generará esta 
entrada que también hará transitar a ESTADO_REGISTRADO para volver a tener nuestro 
dispositivo totalmente operativo. 
 
4.1.8 Mensajería instantánea 
Esta función permite la comunicación escrita mediante mensajes de texto de forma 
instantánea. 
4.1.8.1. ESTADO_REGISTRADO 
Es el estado donde podemos enviar y recibir mensajes. Para enviar se ha configurado la 
tecla3 de la placa para que envíe un texto, emulando el efecto de que lo escribiéramos con 
un teclado. Para ello, se envía el paquete MESSAGE mediante 
AUTOMATA_REQUEST_CLIENT y se espera a E_ENVIO_OK. Sin salir de este estado se 
espera mensajes de otros usuarios. Al recibir un paquete del tipo MESSAGE se 
desencadena la entrada E_RECEPCION_MESSAGE. Se confirma la recepción con 200 
OK, por el que se hace otra entrada E_RECEPCION_MESSAGE_OK donde se imprime en 
pantalla el contenido del texto.  
 
AUTÓMATA_ESTADO_TELEFONO
ESTADO_
REGISTRADO
E_TECLA3
à MESSAGE
AUTOMATA_
REQUEST_
CLIENT
E_ENVIO_OK
E_RECEPCION_MESSAGE
à 200 OK
AUTOMATA_
REQUEST_
SERVER
E_RECEPCION_
MESSAGE_OK
 
Fig. 4.8 Diagrama: Mensajería instantánea. 
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4.2. Casos especiales 
4.2.1 Colgar a la vez 
Podría darse el caso que en una sesión establecida ambos extremos finalizaran al mismo 
tiempo la comunicación. Es por ello, que se ha incluido la entrada E_RECEPCION_BYE en 
ESTADO_REGISTRADO. 
 
Nosotros colgamos, por lo que marchamos a ESTADO_REGISTRADO tras la recepción del 
200 OK pero el otro extremo sigue enviando BYEs a la espera de su 200 OK. Es por ello la 
introducción de esta entrada en este estado. 
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Fig. 4.9 Diagrama: Casos especiales. 
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4.2.2 Cancelación de una llamada aceptada 
En este caso, el usuario 1 invita al usuario 2. El llamante decide cancelar la invitación, pero 
antes de que llegue su cancelación al destino, el llamado ya ha aceptado la comunicación.  
 
El servidor no retransmite el mensaje de CANCEL ya que ha recibido el 200 OK por parte 
del usuario 2. Lo único que espera el llamado es un ACK que le certifique el 
establecimiento de sesión. Al recibir el usuario 1 el 200 OK perteneciente a su invitación, 
éste le envía un ACK seguido de un BYE continuando con la idea de finalizar la sesión, 
establecida en este caso. El dispositivo del usuario 2 al recibir un ACK, da por establecida 
la sesión pero inmediatamente después recibe un BYE por lo que se finaliza y responde 
con un 200 OK. 
 
Usuario 1 Usuario 2SERVIDOR SIP
INVITE (SDP)
INVITE (SDP)
180 Ringing
180 Ringing
200 OK (SDP)
200 OK
BYE
BYE
ACK
ACK
200 OK
200 OK
Tecla 1
200 OK (SDP)CANCEL
 
Fig. 4.10 Diálogo cancelación de una llamada aceptada. 
 
A continuación se va a explicar el diseño pensado e implementado para este caso.  
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La invitación se realiza por los cauces normales y es en el ESTADO_MARCANDO donde 
se han introducido unas pequeñas variaciones. Al pulsar tecla 1 para cancelar la invitación 
justamente antes de haber recibido el 200 OK del otro extremo. Ya que si se recibe 200 OK 
se transita a ESTADO_LLAMANDO y posteriormente ESTADO_CONVERSACION, donde 
colgar (tecla 1) sería enviar un mensaje de BYE. 
 
Ahora en ESTADO_MARCANDO al pulsar la tecla 1, se activa un temporizador llamado 
TimerColgando que espera 1.2 segundos para enviar el CANCEL. Si en ese espacio de 
tiempo no se recibe el 200 OK de aceptación, se transcurre por la vía normal de enviar el 
mensaje CANCEL a través del AUTOMATA_REQUEST_CLIENT como se ha hecho hasta 
este momento.  
 
Pero en el caso de que sí llegue un 200 OK y en vista que para el otro extremo la invitación 
ya está aceptada, se envía el ACK para establecer la comunicación con la intención de que 
cuando pasemos a ESTADO_CONVERSACION décimas de segundo después caduque 
nuestro TimerColgado provocando la entrada E_TIMER_COLGANDO, en la cual se envía 
el mensaje de BYE siguiendo el mismo camino que lo haría tecla 1 en el transcurso normal. 
 
En caso de seguir recibiendo 200 OK en el ESTADO_LLAMANDO, se retransmite ACK y 
se sigue aumentando Timer800 como antes se hacía pero ahora también se aumenta 
TimerColgando siempre con un valor de unas pocas décimas superior para provocar 
precisamente que caduque en el ESTADO_CONVERSACION y así enviar el mensaje BYE 
para finalizar la sesión. 
 
Como se puede observar en la solución dada para este caso, se obvia el mensaje CANCEL 
ya que su envío es prescindible al no llegar al destino ni provocar acción alguna. 
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Fig. 4.11 Diálogo solución a la cancelación de una llamada aceptada. 
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4.3. Resumen de estados y entradas 
 
ESTADOS 
ENTRADAS PRÓXIMO ESTADO 
ESTADO_LINK_OFF 
E_LINK_OFF igual 
E_LINK_ON ESTADO_LINK_ON 
E_IP ESTADO_LINK_ON 
ESTADO_LINK_ON 
E_IP igual 
E_NO_IP_RECIBIDA Igual 
E_ENVIO_OK ESTADO_REGISTRADO 
E_TIMEOUT igual 
ESTADO_REGISTRADO 
E_TECLA1 igual 
E_TECLA3 igual 
E_ENVIO_OK igual 
E_RECEPCION_BYE igual 
E_RECEPCION_MESSAGE igual 
E_RECEPCION_MESSAGE_OK igual 
E_RECEPCION_INVITE Igual 
E_RECEPCION_INVITE_OK ESTADO_LLAMADA 
E_RECEPCION_CANCEL igual 
E_RECEPCION_CANCEL_OK igual 
E_TIMER_REC_CAN igual 
E_RECEPCION_ACK igual 
ESTADO_DESCOLGADO 
E_TECLA1 ESTADO_REGISTRADO 
E_TECLA2 ESTADO_MARCANDO 
ESTADO_MARCANDO 
E_ENVIO_OK ESTADO_LLAMANDO 
E_TIMEOUT ESTADO_ESPERAR_COLGADO 
E_TECLA1 Igual 
E_TIMER_COLGANDO ESTADO_COLGADO 
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ESTADO_LLAMANDO 
E_ENVIO_OK Igual 
E_TIMER_800 ESTADO_CONVERSACION 
E_TIMER_35s ESTADO_ESPERAR_COLGADO 
ESTADO_LLAMADA 
E_RECEPCION_ACK ESTADO_CONVERSACION 
E_TIMER_REC_INV ESTADO_REGISTRADO 
E_TECLA1 ESTADO_REGISTRADO 
ESTADO_COLGADO 
E_ENVIO_OK igual 
E_TIMEOUT ESTADO_REGISTRADO 
E_RECEPCION_487 igual 
E_TIMER_800 ESTADO_REGISTRADO 
E_TIMER_35s ESTADO_REGISTRADO 
ESTADO_ESPERAR_COLGADO 
E_TECLA1 ESTADO_REGISTRADO 
ESTADO_CONVERSACION 
E_TIMER_COLGANDO ESTADO_COLGADO 
E_TECLA1 ESTADO_COLGADO 
E_RECEPCION_BYE igual 
E_RECEPCION_BYE_OK ESTADO_ESPERAR_COLGADO 
COMÚN A TODOS LOS ESTADOS 
E_LINK_OFF ESTADO_LINK_OFF 
E_INESPERADO igual 
Tabla 4.1 Resumen de estados y entradas. 
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CAPÍTULO 5. IMPLEMENTACIÓN Y PRUEBAS 
5.1. Herramientas utilizadas 
A continuación se comentarán las diferentes herramientas empleadas y que han sido de 
gran ayuda en el periodo de implementación y pruebas. 
 
5.1.1 MPLAB IDE 
MPLAB  IDE® es un entorno de desarrollo gratuito para escritura de códigos, construcción 
de proyectos y pruebas, utilizando el simulador de software de Microchip o el depurador en 
circuito REAL ICE. Completamente integrado para microcontroladores de 8 y 16 bits, y para 
controladores de señal digital de 16 bits, cubriendo dispositivos desde 6 hasta 100 pines.  
 
 
Fig. 5.1 Workspace de Microchip MPLAB. 
 
5.1.2 WireShark 
Wireshark es un analizador de protocolos, bajo la licencia GPL (Licencia General Pública), 
utilizado para realizar análisis y solucionar problemas en redes de comunicaciones. 
También para el desarrollo de software y protocolos. Interfaz gráfica y muchas opciones de 
organización y filtrado de información. Es compatible con más de 480 protocolos y la 
mayoría de sistemas operativos. 
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Fig. 5.2 Entorno analizador WireShark. 
 
5.1.3 Softphone X-Lite 3.0 
Un softphone es un software que hace una simulación de teléfono convencional por 
ordenador. El softphone X-Lite ha sido el cliente SIP utilizado en este proyecto para hacer 
pruebas con el agente desarrollado. Se trata de software de libre distribución de cómodo e 
intuitivo manejo. X-Lite 3.0 está desarrollado por la compañía CounterPath. Esta versión 
conserva las características básicas más importantes de su versión comercial como calidad 
de audio, configuración, historial de llamadas y el libro de direcciones. 
 
 
 Fig. 5.3 Interfaz X-Lite. 
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5.1.4 Brekeke SIP Server 
Software libre para uso personal y académico. Permite crear tu propia red VoIP de manera 
fácil y rápida. El servidor SIP permite registrar agentes de usuario y enruta sus diálogos. 
Elegido por su manejo intuitivo mediante una interfaz web, por la cual se puede configurar y 
ver en cada momento los usuarios registrados, las conversaciones activas, el histórico de 
llamadas, entre otras opciones. 
 
 
 
Fig. 5.4 Interfaz web servidor SIP. 
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5.2. Escenario de pruebas 
A lo largo de la tarea de implementar el agente ha sido de vital importancia contar con la 
ayuda del analizador de protocolos WireShark. Se instaló junto con el softphone X-lite en 
varios ordenadores. También se configuró otro para que hiciera de servidor SIP. 
 
Primero se estudiaron los diálogos entre dos agentes X-lite y junto con los RFCs se 
procedió a la implementación desde cero de los mensajes en nuestro agente. Hay que 
tener en cuenta que deben formarse dinámicamente en función de ciertas variables, como 
son la IP y puerto destino, branch y tags remotos, etc. Para eso se ha implementado una 
función que analiza los mensajes que llegan desgranando las partes necesarias. El 
analizador era de gran ayuda para comprobar errores en la formación de los paquetes y así 
solucionarlos rápidamente. 
 
Llamada tras llamada el agente de usuario fue cogiendo todas las funcionalidades hasta 
completar el diseño propuesto. Se variaron algunos temporizadores para hacer más 
robusto su funcionamiento y corregir situaciones como las explicadas en el apartado 4.2 de 
casos especiales. 
 
Por último comentar que aunque no se trate la codificación de la voz, al establecerse la 
sesión se puede ver con WireShark que existe el flujo de paquetes RTP. Seguramente su 
contenido corresponda al silencio. 
 
 
AGENTE SIP
Programador
REAL ICE
 
Fig. 5.5 Escenario de implementación y pruebas. 
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5.3. Codificación 
En este apartado se va a explicar el flujo del programa principal, sus funciones, el 
mecanismo de los autómatas y diversos detalles en la programación del código. 
 
El programa principal se ha integrado dentro de un ejemplo dado por la pila donde se 
aprovechan todas las inicializaciones necesarias, tanto del TCP/IP Stack como de la propia 
placa de desarrollo. El programa consiste en un bucle infinito con estructura do-while(1) 
en el que mediante la función Receive_Message(mensaje); se recoge un mensaje. 
Con él se hace un switch (mensaje) y se realizan las acciones del case 
correspondiente. 
 
Hay dos formas de recibir un mensaje. La primera cuando caduca un temporizador y la 
segunda cuando se ha llamado a la función Send_message(mensaje);. Los 
temporizadores son lanzados por timeout_request(nombreT,valor); donde se pasa 
el nombre del temporizador y el valor en milisegundos. En el sistema hay una interrupción 
asíncrona cada milisegundo, lo que se utiliza para decrementar la variable, al llegar a cero 
se envía el mensaje. Hay otra función para cancelar el temporizador 
timeout_abort(nombreT); 
 
 
//----------------------------------------------------------------------------- 
// Nombre de macro             
//----------------------------------------------------------------------------- 
// 
//   timeout_request(A,B)  : Solicita una temporización 
//                             A -> Mensaje de temporización solicitado 
//                             B -> temporización solicitada 
//                                                                                                   
//   timeout_abort(A)      : Aborta una temporización 
//                             A -> Mensaje de temporización 
//                                                                                                   
//   Receive_Message(A)    : Saca de la cola de mensajes el siguiente mensaje 
//                             A -> Mensaje recibido 
// 
//   Send_message(A)       : Envía un mensaje A al proceso main() 
// 
//   output(A,B)   : Envía un evento a un autómata 
//                  A -> Número de autómata 
//                    B -> Evento a pasar al autómata 
// 
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La macro output(A,B) corresponde a una función para pasar un evento B al autómata A. 
Dentro del autómata será recibido el evento y se realizarán las acciones oportunas 
finalizando en el mismo estado o pasando a otro estado diferente dentro del autómata. A 
continuación se puede ver el esqueleto de un autómata cualquiera. 
 
 
#define Estado                  Estado_aut[AUTOMATA_1] 
#define PROXESTADO(x)           Estado_aut[AUTOMATA_1]= x;return; 
 
/***************************** Entradas *************************************/ 
 
#define ESTADO_1                        0 
#define ESTADO_2                        1 
 
void automata_1(unsigned char Entrada) 
{ 
 INIAUTOMATA 
        ESTADO ( ESTADO_1 ) 
                    ENTRADA E_ENTRADA_1_1: 
                            PROXESTADO(ESTADO_2) 
 
                    ENTRADA E_ENTRADA_2_1: 
                    ENTRADA E_ENTRADA_N_1: 
                            PROXESTADO(ESTADO_2) 
 
                    ENTRADA E_INESPERADO: 
      PROXESTADO(igual); 
  FINESTADO 
 
        ESTADO ( ESTADO_2 ) 
                    ENTRADA E_ENTRADA_1_2: 
                            PROXESTADO(igual) 
 
                    ENTRADA E_ENTRADA_2_2: 
                    ENTRADA E_ENTRADA_N_2: 
                            PROXESTADO(ESTADO_1) 
 
                    ENTRADA E_INESPERADO: 
      PROXESTADO(igual); 
  FINESTADO 
 
    FINAUTOMATA 
} 
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Como se puede apreciar se han llevado a cabo una serie de macros pero no deja de ser 
una estructura switch. Decir que en estados diferentes se puede recibir una misma entrada, 
es decir, en el esqueleto E_ENTRADA_1_1 y E_ENTRADA_1_2 podrían ser la misma. 
 
 
//-------------------------------------------------------------------------- 
//  AUTOMATAS: 
//  MACROS comunes a todos los automatas 
//-------------------------------------------------------------------------- 
#define INIAUTOMATA                 switch ( Estado )   \ 
                                    { 
#define FINAUTOMATA                 default:            \ 
                                    break;              \ 
                                    } 
#define ESTADO(A)                   case A:             \ 
                                    switch( Entrada )   \ 
                                    { 
#define FINESTADO                   } 
#define ENTRADA                     case 
#define Inesperado                  default 
#define igual                       Estado 
#define E_INESPERADO                0:default 
 
 
Al final del documento, en la parte de anexos se han adjuntado el bucle del programa 
principal y el AUTOMATA_ESTADO_TELEFONO. 
  
Como se puede ver en el Anexo C al inicio del bucle principal se lanzan dos 
temporizadores que se repiten constantemente durante todo el tiempo de ejecución. El 
primero corresponde a timeout_request(TLink,_seg); utilizado para comprobar 
cada segundo si disponemos de link. En el segundo timeout_request 
(TLedPrograma,_10mseg); se realizan acciones como llamar a la función de la pila 
StackTask() que comprueba si se recibe algún paquete y llama a las funciones 
apropiadas para tratarlo. También cada esos 10 milisegundos se comprueba si está 
pulsada una de las teclas configuradas para nuestro agente, en caso afirmativo, se envía el 
output() correspondiente. Recordar que como no disponemos de un teclado en el 
prototipo de desarrollo se ha hecho que al pulsar una cierta tecla se envíe un texto 
predefinido que emula el efecto de introducirlo por teclado. 
 
Por último comentar que el código propio ha sido generado a mano y no por una 
herramienta automática. 
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CAPÍTULO 6. CONCLUSIONES 
 
Una vez finalizado el proyecto, me siento satisfecho con el resultado obtenido del trabajo 
realizado, ya que he se han conseguido completar los objetivos marcados al inicio. Por lo 
tanto todo el esfuerzo realizado durante este tiempo ha valido la pena. Si no se hubiesen 
cumplido todos, no hubiese sido un fracaso, pero no se podría valorar todo el trabajo que 
ha existido detrás de él. 
 
A lo largo de estos casi 5 meses y algo más de 450 horas invertidas, el proyecto ha pasado 
por diferentes fases que coinciden con los capítulos de esta memoria. Básicamente se 
recogen en 5 áreas: 
 
Estudio: En esta área se enmarcan todas las tareas relativas a la investigación, 
familiarización, adquisición de nuevos conocimientos y toma de decisiones entres las 
diferentes opciones nacidas del estudio. 
 
Diseño: Comprende todas las tareas relativas al diseño de la solución final. 
 
Implementación: Son todas las tareas de programación de los diseños propuestos. 
 
Pruebas: Tareas encargadas de comprobar el correcto funcionamiento del agente. 
 
Documentación: Básicamente forma parte de esta tarea, la redacción de la memoria. 
 
A raíz de este proyecto he conocido e investigado varios protocolos y programas que en la 
carrera no había usado y me ha permitido sumergirme en el interesante mundo de la voz 
sobre IP. Me queda la sensación del gran futuro, y ya presente, que tiene esta tecnología. 
 
 
Como líneas futuras de trabajo se propone el diseño de una placa que permita la entrada y 
salida de audio con el fin de ocuparse de la codificación de la voz, empleando los códecs 
propuestos en este proyecto. Esto es en lo que va a seguir trabajando la empresa. Por otro 
lado, se podría dotar de mayor seguridad al protocolo implementando autenticación con el 
servidor y hacer pruebas por Internet con servidores externos. Así mismo, se podrían 
codificar más mensajes de estado que puedan dar lugar a nuevas situaciones. 
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ANEXO A. ACRÓNIMOS 
 
ADPCM 
Adaptive Differential Pulse Code Modulation. Códec de ondas que en vez de cuantificar la señal 
directamente, cuantifican la diferencia entre la señal y una predicción hecha a partir de la señal, 
por lo que se trata de una codificación diferencial. 
 
DHCP 
Dynamic Host Configuration Protocol. Es un protocolo de red que permite a los nodos de una 
red IP obtener sus parámetros de configuración automáticamente. 
 
CELP 
Code Excited Linear Prediction. Método de codificación de análisis-mediante-síntesis, en el que 
la secuencia de excitación se selecciona de un “codebook” de secuencias gaussianas de media 
nula. 
 
HTTP 
HyperText Transfer Protocol. Es un protocolo sin estado orientado a transacciones y sigue el 
esquema petición-respuesta entre un cliente y un servidor. Usado en cada transacción de la 
Web. 
 
IETF 
Internet Engineering Task Force. Es una organización internacional abierta de normalización, 
que tiene como objetivos el contribuir a la ingeniería de Internet, actuando en diversas áreas, 
tales como transporte, encaminamiento, seguridad, etc. 
 
IP  
Internet Protocol. Es la parte del protocolo TCP/IP encargada del direccionamiento 
(identificación del origen y destino). 
 
ITU 
International Telecommunication Union. Es el organismo especializado de las Naciones Unidas 
encargado de regular las telecomunicaciones, a nivel internacional, entre las distintas 
administraciones y empresas operadoras. 
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MIME 
Multi-Purpose Internet Mail Extensions. Son una serie de convenciones o especificaciones 
dirigidas a que se puedan intercambiar a través de Internet todo tipo de archivos (texto, audio, 
vídeo, etc.) de forma transparente para el usuario. 
 
PCM 
Pulse Code Modulation. Es un procedimiento de modulación utilizado para transformar una 
señal analógica en una secuencia de bits. 
 
QoS 
Quality of Service. Son las tecnologías que garantizan la transmisión de cierta cantidad de 
datos en un tiempo dado para un servicio óptimo. 
 
RFC 
Request For Comments. Son una serie de documentos donde se detalla prácticamente todo lo 
relacionado con la tecnología de la que se sirve Internet: protocolos, recomendaciones, 
comunicaciones, etc. 
 
RTP 
Real Time Protocol. Protocolo utilizado para la transmisión de información en tiempo real como 
por ejemplo audio y video en una video-conferencia. 
 
SDP 
Session Description Protocol. Protocolo utilizado para la descripción de sesiones. 
 
SIP 
Session Initiation Protocol, es un protocolo estándar para la inicialización de sesiones 
interactivas. 
 
SPI 
Serial Peripheral Interface. El bus de interface de periféricos serie es un estándar para controlar 
casi cualquier electrónica digital que acepte un flujo de bits serie regulado por un reloj. 
 
SS7 
Signaling System #7 (Sistema de señalización por canal común nº 7). Es un medio por el cual 
los elementos de una red de telefonía intercambian información. Provee una estructura 
universal para señalización de redes de telefonía, mensajería, interconexión, y mantenimiento 
de redes. 
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UDP 
User Datagram Protocol. Es un protocolo del nivel de transporte basado en el intercambio de 
datagramas. No fiable. Perteneciente a la familia de protocolos TCP/IP. 
 
URI 
Uniform Resource Identifier. Un URI es una cadena corta de caracteres que identifica 
inequívocamente un recurso (servicio, página, documento, dirección de correo electrónico, 
enciclopedia, etc). Normalmente estos recursos son accesibles en una red o sistema. 
 
VoIP 
Voice over Internet Protocol. Son un grupo de recursos que hacen posible que la señal de voz 
viaje a través de una red empleando el protocolo de Internet. 
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ANEXO C. MAINPHONE.C: Bucle principal 
 
//******************************************************************************/ 
// Nombre de fichero  : MainPhone.c 
// Fecha              : Octubre 2007 
// Compiladores       : DSPic30 
//******************************************************************************/ 
//          IPLOGIKA    OCTUBRE 2007 
//******************************************************************************/ 
// 
// VERSIONES 
// 
// Autor                 fecha               Comentarios 
//******************************************************************************/ 
// Roberto Blesa          10/2007                 Rev 1.0 
//******************************************************************************/ 
 
InitSocket (); 
timeout_request(TLink, _seg);    
timeout_request(TLedPrograma, _10mseg);   
extern int TipoTrama; 
extern int seleccion; 
 
do 
{ 
   Receive_Message(mensaje); 
   ClrWdt(); 
 
   switch (mensaje) 
   { 
              
 case TLink: 
  timeout_request(TLink, _seg); 
   if ( MACIsLinked () ) 
               output(AUTOMATA_ESTADO_TELEFONO,E_LINK_ON); 
   else 
               output(AUTOMATA_ESTADO_TELEFONO,E_LINK_OFF);     
 break; 
 
 case MEN_1: //Desde UDPProcess al recibir un paquete para nosotros, se analiza y 
enviamos el evento correspondiente 
  
  if (TipoTrama==INVITE_) 
  { 
   output(AUTOMATA_ESTADO_TELEFONO, E_RECEPCION_INVITE); 
   seleccion=BYE_INV_; 
  } 
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  else if (TipoTrama==ACK_) 
   output(AUTOMATA_ESTADO_TELEFONO, E_RECEPCION_ACK); 
 
  else if (TipoTrama==BYE_) 
   output(AUTOMATA_ESTADO_TELEFONO, E_RECEPCION_BYE); 
 
  else if (TipoTrama==CANCEL_) 
   output(AUTOMATA_ESTADO_TELEFONO, E_RECEPCION_CANCEL); 
 
  else if (TipoTrama==487) 
   output(AUTOMATA_ESTADO_TELEFONO, E_RECEPCION_487); 
 
  else if (TipoTrama==MESSAGE_) 
   output(AUTOMATA_ESTADO_TELEFONO, E_RECEPCION_MESSAGE); 
 
  else 
  { 
   if (seleccion==INVITE_)//Se ha enviado INVITE, se espera el 
100,180 y 200 
    output(AUTOMATA_INVITE_CLIENT,E_TRAMA_UDP); 
   else if (seleccion==REGISTER_ || seleccion==BYE_ || 
seleccion==CANCEL_ || seleccion==BYE_INV_) 
    output(AUTOMATA_REQUEST_CLIENT,E_TRAMA_UDP); 
  } 
      break; 
 
 case MEN_2: //IP asignada desde DHCPTask 
  output (AUTOMATA_ESTADO_TELEFONO,E_IP); 
 break; 
 
 
 case MEN_3: //Desde automata_estado_telefono, una vez "cargado" el mensaje para 
enviar(REGISTER,MESSAGE,CANCEL o BYE) en el string se pasa al automata_request_client 
  timeout_request(TimerF, 64*T1); 
  output (AUTOMATA_REQUEST_CLIENT,E_ENVIO_REQUEST); 
 break; 
 
 
 case MEN_4: ////// TimeOut desde automata_request_client o automata_ 
invite_client 
  output (AUTOMATA_ESTADO_TELEFONO,E_TIMEOUT);     
 break; 
 
 case MEN_5: ///// El envío ha ido bien, desde automata_request_client o 
automata_invite_client 
  output (AUTOMATA_ESTADO_TELEFONO,E_ENVIO_OK); 
 break;   
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 case MEN_6: //Desde automata_estado_telefono en ESTADO_DESCOLGADO, se prepara el 
INVITE pasa su envio y se llama a su automata correspondiente. 
  timeout_request(TimerB, 64*T1); 
  output(AUTOMATA_INVITE_CLIENT,E_ENVIO_INVITE);  
 break; 
 
 case MEN_7: //Desde automata_estado_telefono en ESTADO_CONVERSACION cuando se 
recibe un BYE. Enviamos el 200 OK por medio de automata_request_server 
  if(seleccion==INVITE_) 
   OK_BYE(); 
  else 
   OK_BYE_INV(); 
  output (AUTOMATA_REQUEST_SERVER,E_RECEPCION_REQUEST); 
 break; 
 
 case MEN_8://Desde automata_estado_telefono y automata_request_server, una vez 
contestado un mensaje recibido el evento. 
 
  if (TipoTrama==BYE_)  
   output (AUTOMATA_ESTADO_TELEFONO,E_RECEPCION_BYE_OK); 
  else if (TipoTrama==CANCEL_)  
   output (AUTOMATA_ESTADO_TELEFONO,E_RECEPCION_CANCEL_OK); 
  else if (TipoTrama==ACK_)  
   output (AUTOMATA_ESTADO_TELEFONO,E_RECEPCION_ACK); 
  else if (TipoTrama==INVITE_) 
   output (AUTOMATA_ESTADO_TELEFONO,E_RECEPCION_INVITE_OK); 
  else if (TipoTrama==MESSAGE_) 
   output (AUTOMATA_ESTADO_TELEFONO,E_RECEPCION_MESSAGE_OK); 
 break; 
 
 case MEN_9://Al recibir un INVITE en ESTADO_REGISTRADO  
  timeout_request(Timer200, 200); 
  output (AUTOMATA_INVITE_SERVER,E_RECEPCION_INVITE); 
 break; 
 
 
 case MEN_10: //Desde automata_estado_telefono en ESTADO_REGISTRADO cuando se 
recibe un CANCEL.  
  output (AUTOMATA_REQUEST_SERVER,E_RECEPCION_REQUEST); 
 break; 
  
 ///Cuando vencen los TIMERs se envian los eventos correspondientes/// 
 case TimerE: 
  output (AUTOMATA_REQUEST_CLIENT,E_TIMER_E); 
 break; 
 
 case TimerF: 
  output (AUTOMATA_REQUEST_CLIENT,E_TIMER_F); 
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 break; 
 
 case TimerK: 
  output (AUTOMATA_REQUEST_CLIENT,E_TIMER_K); 
 break; 
 
 case TimerA: 
  output (AUTOMATA_INVITE_CLIENT,E_TIMER_A); 
 break; 
 
 case TimerB: 
  output (AUTOMATA_INVITE_CLIENT,E_TIMER_B); 
 break; 
 
 case TimerJ: 
  output(AUTOMATA_REQUEST_SERVER,E_TIMER_J); 
 break; 
  
 case Timer200: 
  output(AUTOMATA_INVITE_SERVER,E_TIMER_200); 
 break; 
 
 case TimerINV: 
  output(AUTOMATA_ESTADO_TELEFONO,E_TIMER_REC_INV); 
 break; 
 
 case TimerCAN: 
  output(AUTOMATA_ESTADO_TELEFONO,E_TIMER_REC_CAN); 
 break; 
  
 case Timer800: 
  output(AUTOMATA_ESTADO_TELEFONO,E_TIMER_800); 
 break; 
  
 case Timer35s: 
  output(AUTOMATA_ESTADO_TELEFONO,E_TIMER_35s); 
 break; 
 
 case TimerColgando: 
  output(AUTOMATA_ESTADO_TELEFONO,E_TIMER_COLGANDO); 
 break; 
 
 case TimerIP: 
  output(AUTOMATA_ESTADO_TELEFONO,E_NO_IP_RECIBIDA); 
 break; 
 
 case TLedPrograma: 
  LED1_IO = 1; 
ANEXOS   61 
 
  timeout_request(TLedPrograma, _10mseg); 
 
           
    // Blink LED0 (right most one) every second. 
        if(TickGet() - t >= TICK_SECOND/2) 
        { 
            t = TickGet(); 
            LED0_IO ^= 1; 
        } 
 
        // This task performs normal stack task including checking 
        // for incoming packet, type of packet and calling 
        // appropriate stack entity to process it. 
 
   StackTask(); 
 
  #if defined(STACK_USE_HTTP_SERVER) 
          // This is a TCP application.  It listens to TCP port 80 
          // with one or more sockets and responds to remote requests. 
          HTTPServer(); 
  #endif 
   
  #if defined(STACK_USE_FTP_SERVER) && defined(MPFS_USE_EEPROM) && 
defined(STACK_USE_MPFS) 
          FTPServer(); 
  #endif 
   
  #if defined(STACK_USE_SNMP_SERVER) 
    SNMPTask(); 
  #endif 
   
  #if defined(STACK_USE_ANNOUNCE) 
    DiscoveryTask(); 
  #endif 
   
  #if defined(STACK_USE_NBNS) 
    NBNSTask(); 
  #endif 
   
  #if defined(STACK_USE_DHCP_SERVER) 
    DHCPServerTask(); 
  #endif 
   
  #if defined(STACK_USE_GENERIC_TCP_CLIENT_EXAMPLE) 
    GenericTCPClient(); 
  #endif 
   
  #if defined(STACK_USE_GENERIC_TCP_SERVER_EXAMPLE) 
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    GenericTCPServer(); 
  #endif 
   
  #if defined(STACK_USE_REBOOT_SERVER) 
    RebootTask(); 
  #endif 
   
  #if defined(STACK_USE_UDP_PERFORMANCE_TEST) 
    UDPPerformanceTask(); 
  #endif 
   
  #if defined(STACK_USE_TCP_PERFORMANCE_TEST) 
    TCPPerformanceTask(); 
  #endif 
   
  #if defined(STACK_USE_SMTP_CLIENT) 
    SMTPTask(); 
    SMTPDemo(); 
  #endif 
   
  #if defined(STACK_USE_ICMP_CLIENT) 
   // PingDemo(); 
  #endif 
    
        // Add your application specific tasks here. 
        ProcessIO(); 
 
 
        // For DHCP information, display how many times we have renewed the IP 
        // configuration since last reset. 
        if(DHCPBindCount != myDHCPBindCount) 
        { 
            myDHCPBindCount = DHCPBindCount; 
 
   #if defined(STACK_USE_UART) 
    putrsUART((ROM char*)"New IP Addres: "); 
   #endif 
 
            DisplayIPValue(AppConfig.MyIPAddr); // Print to UART 
 
   #if defined(STACK_USE_UART) 
    putrsUART((ROM char*)"\r\n"); 
   #endif 
 
   #if defined(STACK_USE_ANNOUNCE) 
    AnnounceIP(); 
   #endif 
        } 
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  LED1_IO = 0; 
 
  //// Al pulsar los botones de la placa se general tal evento //// 
  if (BUTTON3_IO == 0) 
   output(AUTOMATA_ESTADO_TELEFONO,E_TECLA1); 
  while(BUTTON3_IO == 0); 
 
 
  if (BUTTON2_IO == 0) 
   output(AUTOMATA_ESTADO_TELEFONO,E_TECLA2);   
  while(BUTTON2_IO == 0); 
 
 
  if (BUTTON1_IO == 0) 
   output(AUTOMATA_ESTADO_TELEFONO,E_TECLA3); 
  while(BUTTON1_IO == 0); 
   
 
 break; 
 
 
 default: 
          break; 
  } 
 
 
} while (1); 
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ANEXO D. AUTOMATA_ESTADO_TELEFONO.C 
 
//******************************************************************************/ 
// Nombre de fichero  : automata_estado_telefono.c 
// Fecha              : Octubre 2007 
// Compiladores       : DSPic30 
//******************************************************************************/ 
//          IPLOGIKA    OCTUBRE 2007 
//******************************************************************************/ 
// 
// VERSIONES 
// 
// Autor                 fecha               Comentarios 
//******************************************************************************/ 
// Roberto Blesa          10/2007                 Rev 1.0 
//******************************************************************************/ 
 
 
#include "TCPIP Stack/brtos.h" 
#include "TCPIP Stack/sip.h" 
 
 
#define Estado                  Estado_aut[AUTOMATA_ESTADO_TELEFONO] 
#define PROXESTADO(x)           Estado_aut[AUTOMATA_ESTADO_TELEFONO]= x;return; 
 
 
/***************************** Estados *****************************************/ 
 
#define ESTADO_LINK_OFF                           0 
#define ESTADO_LINK_ON                   1 
#define ESTADO_REGISTRADO      2 
#define ESTADO_DESCOLGADO      3 
#define ESTADO_COLGADO      4 
#define ESTADO_LLAMADA      5 
#define ESTADO_LLAMANDO      6 
#define ESTADO_MARCANDO      7 
#define ESTADO_ESPERAR_COLGADO     8 
#define ESTADO_CONVERSACION      9 
 
int seleccion=0; 
int ValTimerINV=500; 
int ValTimerCAN=500; 
int ValTimer800=800; 
extern int TipoTrama; 
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void automata_estado_telefono(unsigned char Entrada) 
{ 
  
 INIAUTOMATA 
  ////////////////////////////////////////////////////// 
  ESTADO ( ESTADO_LINK_OFF ) 
    
         ENTRADA E_LINK_OFF: 
    strcpypgm2ram((char*)LCDText, "LINK OFF"); 
    LCDUpdate(); 
           PROXESTADO(igual) 
 
         ENTRADA E_LINK_ON: 
    timeout_request(TimerIP, 7000); //7segundos para recibir una 
IP por DHCP,en caso negativo, una IP estática. 
    strcpypgm2ram((char*)LCDText, "LINK ON"); 
    LCDUpdate(); 
      PROXESTADO(ESTADO_LINK_ON) 
 
  
   ENTRADA E_IP: 
    seleccion=REGISTER_; 
    REGISTER(); 
    Send_message(MEN_3); 
    PROXESTADO(ESTADO_LINK_ON) 
 
              ENTRADA E_INESPERADO: 
   PROXESTADO(igual) 
 
  FINESTADO 
  ////////////////////////////////////////////////////// 
 
  ////////////////////////////////////////////////////// 
  ESTADO ( ESTADO_LINK_ON ) 
 
   ENTRADA E_NO_IP_RECIBIDA: 
   ENTRADA E_IP: 
    seleccion=REGISTER_; 
    REGISTER(); 
    Send_message(MEN_3); 
   PROXESTADO(igual) 
      
             ENTRADA E_ENVIO_OK: 
    strcpypgm2ram((char*)LCDText, "REGISTRADO"); 
    LCDUpdate(); 
    timeout_abort(TimerIP); 
   PROXESTADO(ESTADO_REGISTRADO) 
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   ENTRADA E_TIMEOUT: 
   PROXESTADO (igual) 
 
   ENTRADA E_LINK_OFF: 
    strcpypgm2ram((char*)LCDText, "LINK OFF"); 
    LCDUpdate(); 
              PROXESTADO(ESTADO_LINK_OFF) 
 
   ENTRADA E_INESPERADO: 
   PROXESTADO(igual) 
 
  FINESTADO 
  ////////////////////////////////////////////////////// 
 
  ////////////////////////////////////////////////////// 
  ESTADO ( ESTADO_REGISTRADO ) 
    
   ENTRADA E_TECLA1: 
    if(TipoTrama==INVITE_) 
    { 
     LED3_IO = 1; 
     OK_SDP(); 
     Envio_paq_buffer(); 
     Send_message(MEN_8); 
     PROXESTADO(igual) 
    } 
    else 
    { 
     IniLlamada(); 
     LED3_IO = 1; 
      strcpypgm2ram((char*)LCDText, "DESCOLGADO"); 
      LCDUpdate(); 
     PROXESTADO(ESTADO_DESCOLGADO) 
    } 
          
   ENTRADA E_TECLA3: 
    seleccion=MESSAGE_; 
    MESSAGE(); 
    Send_message(MEN_3); 
   PROXESTADO(igual) 
    
   ENTRADA E_ENVIO_OK: 
     // strcpypgm2ram((char*)LCDText, "MESSAGE INS"); 
     // LCDUpdate(); 
   PROXESTADO(igual) 
 
   
   ENTRADA E_RECEPCION_MESSAGE: 
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    OK_MEN(); 
    output (AUTOMATA_REQUEST_SERVER,E_RECEPCION_REQUEST); 
   PROXESTADO(igual) 
     
 
   ENTRADA E_RECEPCION_MESSAGE_OK: 
   PROXESTADO(igual) 
    
 
   ENTRADA E_RECEPCION_INVITE: 
    IniLlamada(); 
    Send_message(MEN_9); 
    strcpypgm2ram((char*)LCDText, "ME LLAMAN"); 
      LCDUpdate(); 
   PROXESTADO(igual) 
    
   ENTRADA E_RECEPCION_INVITE_OK: 
    timeout_request(TimerINV, ValTimerINV); 
    strcpypgm2ram((char*)LCDText, "LLAMADA"); 
    LCDUpdate(); 
    TipoTrama=0; 
   PROXESTADO(ESTADO_LLAMADA) 
 
   ENTRADA E_RECEPCION_CANCEL: 
    seleccion=CANCEL_; 
    OK_CAN(); 
    Send_message(MEN_10); 
   PROXESTADO(igual) 
 
   ENTRADA E_RECEPCION_CANCEL_OK: 
   // OK_CAN(); 
   // Envio_paq_buffer(); 
    request_terminated(); 
    Envio_paq_buffer(); 
    timeout_request(TimerCAN, ValTimerCAN); 
    strcpypgm2ram((char*)LCDText, "REGISTRADO"); 
      LCDUpdate(); 
   PROXESTADO(igual) 
    
   ENTRADA E_TIMER_REC_CAN: 
    if (ValTimerCAN < 500*8) 
     ValTimerCAN=ValTimerCAN*2; 
    timeout_request(TimerCAN, ValTimerCAN); 
    OK_CAN(); 
    Envio_paq_buffer(); 
    request_terminated(); 
    Envio_paq_buffer(); 
    PROXESTADO(igual) 
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   ENTRADA E_RECEPCION_BYE: //Aquí por si cuelgan los dos a la vez 
    if(seleccion==BYE_INV_) 
     OK_BYE_INV(); 
    else 
     OK_BYE(); 
  
    Envio_paq_buffer(); 
   PROXESTADO(igual) 
    
   ENTRADA E_RECEPCION_ACK: 
    timeout_abort(TimerCAN); 
   PROXESTADO(igual) 
 
   ENTRADA E_LINK_OFF: 
              PROXESTADO(ESTADO_LINK_OFF) 
 
   ENTRADA E_INESPERADO: 
   PROXESTADO(igual) 
 
  FINESTADO 
  ////////////////////////////////////////////////////// 
 
  ////////////////////////////////////////////////////// 
  ESTADO ( ESTADO_DESCOLGADO ) 
       
   ENTRADA E_TECLA1: 
    LED3_IO = 0; 
     strcpypgm2ram((char*)LCDText, "REGISTRADO"); 
     LCDUpdate(); 
   PROXESTADO(ESTADO_REGISTRADO)      
 
   ENTRADA E_TECLA2: 
    seleccion=INVITE_; 
    INVITE(); 
    Send_message(MEN_6); 
      strcpypgm2ram((char*)LCDText, "MARCANDO"); 
      LCDUpdate(); 
   PROXESTADO(ESTADO_MARCANDO) 
   
   ENTRADA E_LINK_OFF: 
              PROXESTADO(ESTADO_LINK_OFF) 
 
   ENTRADA E_INESPERADO: 
   PROXESTADO(igual) 
 
  FINESTADO 
  ////////////////////////////////////////////////////// 
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  ////////////////////////////////////////////////////// 
  ESTADO ( ESTADO_MARCANDO ) 
      
   ENTRADA E_ENVIO_OK: 
    ACK(); 
    Envio_paq_buffer(); 
    ValTimer800=800; 
    timeout_request(Timer800, ValTimer800); 
    timeout_request(Timer35s, 35000); 
      strcpypgm2ram((char*)LCDText, "LLAMANDO"); 
      LCDUpdate(); 
   PROXESTADO(ESTADO_LLAMANDO) 
    
   ENTRADA E_TIMEOUT: 
      strcpypgm2ram((char*)LCDText, "ESPERAR 
COLGADO"); 
      LCDUpdate(); 
   PROXESTADO(ESTADO_ESPERAR_COLGADO) 
 
    /*ENTRADA E_TECLA1: 
     LED3_IO = 0; 
     seleccion=CANCEL_; 
     CrearCancel(); 
     Send_message(MEN_3); 
      strcpypgm2ram((char*)LCDText, "COLGADO"); 
      LCDUpdate(); 
    PROXESTADO(ESTADO_COLGADO) */ 
 
   ENTRADA E_TECLA1: 
    timeout_request(TimerColgando, 1200); 
   PROXESTADO(igual) 
 
   ENTRADA E_TIMER_COLGANDO: 
    LED3_IO = 0; 
    seleccion=CANCEL_; 
    CANCEL(); 
    Send_message(MEN_3); 
     strcpypgm2ram((char*)LCDText, "COLGADO"); 
     LCDUpdate(); 
   PROXESTADO(ESTADO_COLGADO) 
         
 
              ENTRADA E_LINK_OFF: 
              PROXESTADO(ESTADO_LINK_OFF) 
 
              ENTRADA E_INESPERADO: 
   PROXESTADO(igual) 
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  FINESTADO 
  ////////////////////////////////////////////////////// 
 
  ////////////////////////////////////////////////////// 
  ESTADO ( ESTADO_LLAMANDO ) 
  
   ENTRADA E_ENVIO_OK: 
    timeout_abort(TimerColgando); 
    if(ValTimer800 < 5000) 
     ValTimer800=ValTimer800*2;  
    else 
     ValTimer800=ValTimer800+4000; 
 
    timeout_request(TimerColgando, ValTimer800+200); 
    timeout_request(Timer800, ValTimer800); 
    ACK(); 
    Envio_paq_buffer(); 
   PROXESTADO(igual) 
    
   ENTRADA E_TIMER_800: 
    ValTimer800=800; 
    timeout_abort(Timer35s); 
     strcpypgm2ram((char*)LCDText, "CONVERSACION :D"); 
     LCDUpdate(); 
   PROXESTADO(ESTADO_CONVERSACION) 
 
   ENTRADA E_TIMER_35s: 
    ValTimer800=800; 
     strcpypgm2ram((char*)LCDText, "ESPERAR COLGADO"); 
     LCDUpdate(); 
   PROXESTADO(ESTADO_ESPERAR_COLGADO) 
    
   ENTRADA E_LINK_OFF: 
              PROXESTADO(ESTADO_LINK_OFF) 
 
              ENTRADA E_INESPERADO: 
   PROXESTADO(igual) 
 
  FINESTADO 
  ////////////////////////////////////////////////////// 
 
  ////////////////////////////////////////////////////// 
  ESTADO ( ESTADO_LLAMADA ) 
 
   ENTRADA E_RECEPCION_ACK: 
    timeout_abort(TimerINV); 
     strcpypgm2ram((char*)LCDText, "CONVERSACION :D"); 
ANEXOS   71 
 
     LCDUpdate(); 
   PROXESTADO(ESTADO_CONVERSACION) 
 
   ENTRADA E_TIMER_REC_INV: 
    OK_SDP(); 
    Envio_paq_buffer(); 
    if(ValTimerINV < 32000) 
    { 
     if (ValTimerINV < 500*8) 
      ValTimerINV=ValTimerINV*2; 
     else 
      ValTimerINV=ValTimerINV+4000; 
     timeout_request(TimerINV, ValTimerINV); 
     PROXESTADO(igual) 
    } 
    else 
    { 
     ValTimerINV=500; 
      strcpypgm2ram((char*)LCDText, "REGISTRADO 
TrecInv"); 
      LCDUpdate(); 
     PROXESTADO(ESTADO_REGISTRADO) 
    } 
      
   ENTRADA E_TECLA1: 
    strcpypgm2ram((char*)LCDText, "REGISTRADO"); 
    LCDUpdate(); 
   PROXESTADO(ESTADO_REGISTRADO) 
 
   ENTRADA E_LINK_OFF: 
              PROXESTADO(ESTADO_LINK_OFF) 
 
             ENTRADA E_INESPERADO: 
   PROXESTADO(igual) 
 
  FINESTADO 
  ////////////////////////////////////////////////////// 
     
  ////////////////////////////////////////////////////// 
  ESTADO ( ESTADO_COLGADO ) 
      
   ENTRADA E_ENVIO_OK: 
    if(seleccion==BYE_ || seleccion==BYE_INV_) 
    {  
    // seleccion=0; 
      strcpypgm2ram((char*)LCDText, "REGISTRADO"); 
      LCDUpdate(); 
     PROXESTADO(ESTADO_REGISTRADO) 
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    } 
    else if (seleccion==CANCEL_) 
    { 
     ValTimer800=0; 
     timeout_request(Timer35s, 35000); 
     PROXESTADO(igual) 
    } 
   
   ENTRADA E_RECEPCION_487: 
    if(ValTimer800==0) 
     ValTimer800=800; 
    else if(ValTimer800 < 5000) 
     ValTimer800=ValTimer800*2; 
    else 
     ValTimer800=ValTimer800+4000; 
 
    ACK_CAN(); 
    Envio_paq_buffer();  
    timeout_request(Timer800, ValTimer800);   
    
   PROXESTADO(igual) 
    
 
   ENTRADA E_TIMEOUT: 
    seleccion=0; 
     strcpypgm2ram((char*)LCDText, "REGISTRADO Tout"); 
     LCDUpdate(); 
   PROXESTADO(ESTADO_REGISTRADO) 
 
   ENTRADA E_TIMER_800: 
    ValTimer800=800; 
    timeout_abort(Timer35s); 
    seleccion=0; 
     strcpypgm2ram((char*)LCDText, "REGISTRADO"); 
     LCDUpdate(); 
   PROXESTADO(ESTADO_REGISTRADO) 
 
   ENTRADA E_TIMER_35s: 
    ValTimer800=800; 
    seleccion=0; 
     strcpypgm2ram((char*)LCDText, "REGISTRADO x35s"); 
     LCDUpdate(); 
   PROXESTADO(ESTADO_REGISTRADO) 
 
   ENTRADA E_LINK_OFF: 
              PROXESTADO(ESTADO_LINK_OFF) 
 
              ENTRADA E_INESPERADO: 
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   PROXESTADO(igual) 
  
  FINESTADO 
  ////////////////////////////////////////////////////// 
 
  ////////////////////////////////////////////////////// 
  ESTADO ( ESTADO_ESPERAR_COLGADO ) 
     
   ENTRADA E_TECLA1: 
    LED3_IO = 0; 
     strcpypgm2ram((char*)LCDText, "REGISTRADO"); 
     LCDUpdate(); 
   PROXESTADO (ESTADO_REGISTRADO) 
 
   ENTRADA E_LINK_OFF: 
              PROXESTADO(ESTADO_LINK_OFF) 
 
              ENTRADA E_INESPERADO: 
   PROXESTADO(igual) 
 
  FINESTADO 
  ////////////////////////////////////////////////////// 
 
  ////////////////////////////////////////////////////// 
  ESTADO ( ESTADO_CONVERSACION ) 
 
   ENTRADA E_TIMER_COLGANDO: 
   ENTRADA E_TECLA1: 
    LED3_IO = 0; 
    if (seleccion==BYE_INV_) 
     BYE_INV(); 
    else 
    { 
     BYE(); 
     seleccion=BYE_; 
    } 
    
    Send_message(MEN_3); 
     strcpypgm2ram((char*)LCDText, "COLGADO"); 
     LCDUpdate(); 
   PROXESTADO(ESTADO_COLGADO) 
 
 
   ENTRADA E_RECEPCION_BYE: 
    Send_message(MEN_7); 
   PROXESTADO(igual) 
 
   ENTRADA E_RECEPCION_BYE_OK: 
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    seleccion=0; 
     strcpypgm2ram((char*)LCDText, "ESPERAR COLGADO"); 
     LCDUpdate(); 
   PROXESTADO(ESTADO_ESPERAR_COLGADO) 
    
   ENTRADA E_LINK_OFF: 
              PROXESTADO(ESTADO_LINK_OFF) 
 
              ENTRADA E_INESPERADO: 
   PROXESTADO(igual) 
 
  FINESTADO 
  ////////////////////////////////////////////////////// 
 
 FINAUTOMATA 
} 
