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V sodobnih podjetjih se srečujejo z velikim številom dokumentov v digitalni obliki. Za vsak 
kos opreme obstajajo različni spremni dokumenti. Ker gre za velike količine opreme lahko 
obvladovanje dokumentacije kljub skrbnemu knjiženju postane nepregledno. Zato je 
ključnega pomena, da se razvije digitalna baza podatkov in avtomatizirani sistem za lažje in 
hitrejše pregledovanje in obvladovanje datotek. S tem ciljem sem v okviru diplomske naloge 
razvil namenski program z imenom IdentMaster. Z njim, preko grafičnega vmesnika, 
uporabniku olajšamo kreacijo in nadzor nad bazo dokumentov, omogočamo pa mu tudi 
enostavno manipulacijo dokumentov. Tako razbremenimo zaposlene, zmanjšamo možnost  
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All modern companies are presented with a large number of documents in digital form. For 
each piece of equipment, there exist numerous different supporting documents. Due to the 
large amount of equipment, documentation management can become opaque despite careful 
bookkeeping. Therefore, it is crucial to develop a digital database and an automated system 
for easier and faster viewing and managing of files. With this goal in mind as a part of my 
thesis, I developed a dedicated program called IdentMaster. With it, through the graphical 
interphase, we make it easier for the user to create and control the document database, while 
also enabling him to easily manipulate the documents. This relieves the employees of their 
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Seznam uporabljenih okrajšav 
Okrajšava Pomen 
  
CAD Računalniško podprto načrtovanje; angl. Computer aided design 
DBMS sistem za upravljanje s podatkovnimi bazami;  
angl. DBMS – database management system 
GUI Grafični uporabniški vmesnik; angl. Graphical user interface 
IDE Integrirano razvojno okolje; angl. Integrated development 
environment 
PB Podatkovna baza 
PDF Format prenosljivih dokumentov; angl. Portable document format 
RDBMS Relacijski sistem za upravljanje s podatkovnimi bazami;  











1.1 Ozadje problema 
Vedno večja stopnja digitalizacije povzroča konstantno naraščanje števila digitalnih 
podatkov, zaradi česar nastaja velik problem pri knjiženju dokumentov. Nekaj časa je bilo 
mogoče to delo opravljati ročno, ker pa je količina dokumentov kmalu presegla nivoje, ki 
jih je človek zmožen urejati ročno, se je razvila potreba po neke vrste programski opremi za  
obvladovanje baze podatkov vedno večjih razsežnosti. Ročno knjiženje ostaja le še v 
primerih, kjer imajo opravka z majhnim, konstantnim številom podatkov in dokumentov. 
 
V podjetjih z veliko količino opreme, pa naj bodo to samostojni kosi ali kosi namenjeni 
nadaljnji montaži, je potrebno skrbno knjižiti vse vrste spremnih dokumentov, skic, načrtov, 
katalogov, navodil, modelov in drugih. Podatki so lahko vseh različnih oblik, od Word, 
Excel dokumentov, PDF datotek do modeliranih delov CAD programov in različnih slik, 
risb ter filmov. Pri nekaterih dokumentih so dovolj ene verzije, veliko dokumentov pa se 
konstantno spreminja in posodablja. Zgodi se tudi, da imamo enak dokument na voljo v 
različnih jezikih, ki jih je potrebno imeti ločene. Ves ta nadzor nad verzijami in lokacijami 
datotek računalnik opravlja z lahkoto. Računalniško podprt sistem prav tako omogoča 
dostop do podatkov velikemu številu osebja, ki bi te dokumente potrebovali: nabava, 
računovodstvo, proizvodnja, vzdrževanje in drugi. Ob končani življenjski dobi dokumenta 
ga je potrebno pravilno odstraniti ali arhivirati.  
 
Velik poudarek je na povečanju učinkovitosti in hitrosti zaposlenih, hkrati pa s pravilno 
izbranim ali napisanim programom zagotovimo večjo natančnost in posledično manj napak, 
ki bi nastale kot posledica človeško vnesenih nepravilnosti. 
 
 
1.2 Cilji naloge 
Cilj diplomskega dela je razvoj programske opreme, za kreiranje in obvladovanje 
podatkovne baze dokumentacije opreme v podjetju. Najprej bodo predstavljene teoretične 
osnove podatkovnih baz, saj zaradi rasti količine podatkov znotraj podjetij baze postajajo 
obvezne rešitve za nemoteno delovanje. Opisane bodo tudi že na trgu obstoječe rešitve, ki 
uporabniku nudijo preprost začetek v tematiki podatkovnih baz in pojasnjeno bo zakaj niso 
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povsem primerne za našo potrebo. Namen raziskave je bilo ugotavljanje enostavnih in prosto 
dostopnih rešitev. Predstavljen bo programski jezik Python, ki je bil izbran za obvladovanje 
baz, poleg njega pa tudi različne vrste integriranih razvojnih okolij, med njimi tudi izbrano 
okolje Spyder. Brez uporabe knjižnic je pisanje programske kode dolgotrajen proces, zato 
bom opisal njihov koncept ter uporabljene. 
 
Ob solidnem teoretičnem znanju o podatkovnih bazah, programih za obvladovanje baz, 
programskih jezikih, interpreterjih ter knjižnicah, kjer smo nadgradili znanja pridobljena 
tekom študija, bom predstavil kodo programa, narejenega za obvladovanje podatkovnih baz. 
Na začetku je na vrsti pojasnitev izbire podatkovne baze v Excelu, nato pa opis programske 
kode. Ta bo potekala od začetne razjasnitve delovanja za lažje spremljanje kode, za tem 
inicializacija in deklaracija, pa do samega konca kode in bo vključevala razlago delovanja. 
Sledil bo opis kreacije izvršljive datoteke, ki omogoča zagon programa iz katerega koli 
računalnika brez naloženega programskega jezika, nato uporaba programa ter testiranje 
glede pravilnosti delovanja in možnost nadgradenj v prihodnost. V primeru neuspešne 
postavitve programa bi se odločili za nekatero iz že obstoječih rešitev, opisanih v 






2 Teoretične osnove 
2.1 Podatkovne baze 
Po Mohoriču [1] je podatkovna baza kalup okolja za sprejemanje odločitev in izvrševanje 
akcij. Podatki so po navadi povezujoči med sabo, dostop do njih je hiter in preprost. Že od 
začetka zapisovanja znanja na različne medije je bila prisotna želja po hrambi in urejenosti 
informacij, zasebnih ali skupnih. Prvi začetki takih združb so bile knjižnice. Te so dolgo časa 
ostale glavni skrbnik podatkovnih baz, sedaj pa se vedno bolj uveljavljajo digitalne baze, ki 
nudijo shranjevanje ogromne količine podatkov na bolj varen in zanesljiv način, ki omogoča 
tudi hitrejši dostop iz katere koli lokacije, sočasno več uporabnikom. Podatki morajo biti 
ažurni, fizično zavarovani za primere nesreč tudi z redundanco, če je možno na več kot eni 
lokaciji.  
 
Dobra praksa je slediti angleški kratici, opisani v knjigi Hogana [2], ACID (atomicity – vse 
ali nič, consistency – konsistenca, isolation – izolacija, durability – trajnost). Vse ali nič 
govori o zapisu podatkov v primeru izgube povezave do PB. To je lahko zaradi računalniške 
napake, izgube signala ali elektrike. V primeru izpada morajo biti v bazo zapisani vsi 
podatki, drugače se ne zapiše nič. Tako se izognemo pomanjkljivim in nepravilnim vnosom 
ali poškodbi baze. Te digitalne poškodbe bi lahko poleg urejanega podatka poškodovale tudi 
okoliške rezultate. Konsistenca narekuje konstantno urejenost PB na vedno enak način, 
pravilnost zapisa ključa in sledečih atributov. Ob napačnih vnosih se celotna baza začne 
podirati, saj ni nujno, da ponovno enolično najdemo željene rezultate. Če se kaj takega zgodi, 
je potrebno ročno odstraniti slabe vnose. Izolacija dovoljuje dostop  do PB več kot enemu 
uporabniku naenkrat, tudi do enakih elementov znotraj same baze. S tem omogočimo 
nemoteno uporabo baze, uporabniku ni treba čakati v vrsti za dostop od podatkov. Potrebna 
je posebna skrbnost pri izvajanju istočasnih urejanj istih podatkov ter klicanju podatkov med 
njihovim urejanjem. Trajnost zagotavlja dostop do podatkov tudi v primeru odpovedi 
posameznih delov sistema. Za to poskrbimo z redundanco in izdelavo rezervnih kopij. Velik 
del trga strežnikov in skladiščenja podatkov zavzemajo prav podatkovne baze, saj vsako 
večje podjetje potrebuje nekakšno bazo za vse svoje podatke. Strežnik je sestavljen iz 
procesorja, zajetnega dela pomnilnika ter velike količine diskov z visoko kapaciteto za 
skladiščenje (urejenih v RAID konfiguracijo). Celoten sistem se po navadi nahaja v 




Poznamo več različnih vrst PB, na primer referenčne, objektne in relacijske, po navedbah 
Kejžar [3]. V tem projektu je bila uporabljena slednja, katere začetek sega v leto 1970, iz 
članka Codd [4]. Ime izvira iz relacij med ključem ter njenimi atributi. Vsaka vrstica 
(entiteta) ima unikatno oznako - ključ relacijske sheme, sledijo pa ji njeni atributi. Po ključu 
lahko najdemo vse atribute, ki spadajo pod njegov vpliv, kot so zapisali Alexander et. al. [5]. 
Poleg glavnega ključa ima PB lahko tudi nadomestne ključe, ki so prav tako sposobni 
unikatno določiti entiteto. 
 
 
2.1.1 Obstoječe rešitve 
Glede na željeno uporabo obstaja več različnih programov za upravljanje s podatkovnimi 
bazami (angl. DBMS – database management system). Glede na kompleksnost podatkov, 
zahtev glede manipulacije, urejanje podatkov ter težavnosti priučitve, se je razločilo več 
različnih rešitev, opisanih v naslednjih poglavjih. DBMS je program, ki sodeluje z 
uporabnikom, podatkovno bazo ter različnimi aplikacijami za zajem in analizo podatkov. 
Program tudi nadzira obliko in izvedbo PB ter manipulacijo s podatki. Najpogostejša 
uporaba zajema sisteme knjiženja npr. knjižnice, skladišča in različne oblike spletnih vsebin. 
Če pa poleg dodamo besedo relational, dobimo kratico RDBMS – relational database 
managment system, opisal Wambler  [6]. Kot vidimo iz kratice, smo prej opisanemu DMBS 
programu dodali relacijsko shemo ta nam pove, da program podatke ureja po zgoraj 




Hogan [2] opisuje Microsoft Access kot relacijski sistem za upravljanje s podatkovnimi 
bazami. Vključen je v verzijah Home, Personal in Business paketa Office 365 in je tako na 
voljo samo v operacijskih sistemih Windows. Čeprav nima takšne globine, kot jo imata SQL 
ter Oracle, je lažji za namestitev in uporabo neizkušenim uporabnikom. Ima intuitiven GUI, 
dovoljuje manipulacijo s podatki in tabelami in ima možnost vgraditve v druge Microsoft 
Office programe. Vključuje tudi omejeno verzijo SQL in omogoča povezavo s SQL 
strežnikom. Podpira več uporabnikov hkrati, ki lahko istočasno urejajo tudi podatke v bazi. 
Pomaga pri direktnem uvozu Excelovih preglednic ter pri izvozu ažurnih poročil iz željenih 
podatkov. Iz teh podatkov lahko ustvarjamo tudi različne grafične reprezentacije podatkov. 
Poročila so večinoma avtomatsko generirana, izgled pa lahko izbiramo iz nekaj različnih v 
naprej pripravljenih postavitev. Poročila, kot tudi same podatke lahko brez težav direktno 
tiskamo. Po informacijah, ki jih je podal Alexander [5],  Access, ki je del Microsoftovega 
Office paketa, omogoča uporabo makrov na enak način, kot to omogočata Word in Excel. Z 
uporabo makrov lahko posnamemo določeno enako monotono delo, ki ga nato računalnik 
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2.1.1.2 SQL 
Structured Query Language ali na kratko SQL spada pod RDBMS (angl. relational data 
stream management system) programe. Kot je opisano  v knjigi Hogana [2], je na voljo samo 
za Windows operacijske sisteme in pride skupaj s svojim GUI. Ciljna skupina so od majhnih 
do srednje velikih PB, vendar je primeren tudi za večje, kompleksnejše sisteme. SQL je 
predstavil koncept naslavljanja entitet z eno samo komando in tako pospešil delovanje ter 
izničil potrebo po sporočanju načina dostopa do datoteke. Vsebuje vsa najpomembnejša 
orodja za obvladovanje PB, ki so: poizvedovanje o podatkih, njihova manipulacija, 
dodajanje in kontrola dostopa. Cenovno je zelo ugoden in preprost za namestitev ter uporabo 
in lahko ga poganja tudi preprost prenosni računalnik. To pa ni priporočljivo zaradi večje 
možnosti odpovedi strojne opreme. Podpira postavitev RAID sistema diskov in izdelavo 
različnih uporabniških profilov, kot npr. samo branje, branje in urejanje in administrator. 
Konec 80. let prejšnjega stoletja je postal standard v organizacijah ANSI nato še v ISO. Ima 





Največji delež na trgu RDBMS programov si že dolgo lasti program Oracle, po navedbah 
[7]. V tržnem deležu programov za nadzor PB vodi celo pred podjetji Microsoft, IMB ter 
SAP, podprt pa je v operacijskih sistemih Windows, Linux, UNIX in Mac OS. Prvič je bil 
izdan pred 40. leti (1979) pod imenom Oracle v2, saj je bil eden izmed ustanoviteljev 
prepričan, da nihče ne bo hotel kupiti verzije 1. Zgrajen je okrog SQL (kateremu je tudi zelo 
podoben) in zato prav tako dovoljuje direkten dostop do podatkov v bazi. Zaradi 
razširljivosti je med najbolj priljubljenimi programi za urejanje PB. Povezljivost preko 
omrežij mu dopušča lastna omrežna komponenta. Ključna prednost programa Oracle je 
njegova deljenost arhitekture na fizični in logični del. Lokacija podatkov za večje mreže ni 
pomembna, kar doda modularnost fizični strukturi, t.j. strukturo lahko spreminjamo, ji 
dodajamo podatke brez vpliva na aktivnost PB, podatkov ali uporabnika. Deljenje virov ima 
pozitiven vpliv na fleksibilnost mreže brez negativnega vpliva na kvaliteto baze. Posledično 
omogoča tudi veliko robustnost sistemov, ker edino točko odpovedi razporedi po celotnem 




Programski paket Microsoft Office je med najbolj poznanimi aplikacijami na računalniškem 
trgu. Excel pa spada med najbolj uporabljene programe za urejanje podatkov. Zaradi 
vsesplošnega poznavanja programa spada med ene izmed boljših rešitev za naš problem 
glede izbire PB. Dovoljuje tudi enostavno ročno urejanje podatkov znotraj baze. V 
kombinaciji s programskim jezikom Python, ki zna upravljati z Excelovimi datotekami, je 
izbira tega programa smiselna. Python ima namreč veliko različnih obsežnih knjižnic, 
napisanih prav za to uporabo. Dodana vrednost pa je dostopnost licence. V podjetju namreč 
že imajo licence za celoten Office programski paket, zato nakup dodatnih programskih orodij 




2.2 Programski jezik Python 
Zgodovina programiranja je stara več kot 70 let, zgodba programskega jezika Python pa se 
je začela pred kakimi 30 leti. V poznih 1980 je Guido van Rossum po navedbah 
Gowrishankar [8] iznašel enega izmed sedaj najpomembnejših programskih jezikov, saj je 
na seznamu najboljših 10, že od leta 2003. Poimenoval ga je Python, vendar ne po kači, 
temveč po britanski komični skupini Monty Python. Namenjen je bil kot naslednik jezika 
ABC. Trenutno (avgust, 2019) sta najbolj stabilni verziji 3.7.4 ter 2.7.16., na voljo na spletni 
strani [9]. Verzija 3.0 je bila razvita decembra 2008, zaradi slabe kompatibilnosti z verzijo 
2 pa so ji zagotovili podporo vsaj do leta 2020. Python odlikuje odlična berljivost kode, 
sintaksa, ki omogoča krajše zapise za enako delovanje, kot nekateri drugi jeziki (C++, Java). 
Zaradi možnosti objektnega, funkcijskega in strukturnega programiranja dopušča 
uporabnikom veliko svobode pri doseganju zastavljenih ciljev. Kot trdi Gowrishankar  [8], 
je zelo razširjen v akademskih krogih zaradi enostavnosti učenja, njegove moči ter tudi 
zaradi znanstvenih orodij (SciPy, NumPy, Sympy, Matplotlib …), strojnega učenja (Scikit-
Learn), naravno jezikovnega procesiranja (NLTK), analiz podatkov (Pandas), statistike in še 
mnogih drugih. Zaznamuje ga tudi dobra prenosljivost (deluje na vseh večjih operacijskih 
sistemih), saj lahko enako kodo s pravim interpreterjem poženemo na kateri koli zmožni 
napravi in bo delovala pravilno. Zato je po navedbah Nelli [10] pogosto uporabljen tudi na 
različnih mikrokrmilnikih ter Raspberry Pi računalnikih. Velika hiba Pythona pa je njegova 
počasnost. Zaradi visoke dinamičnosti je lahko čas izvedbe enakega programa, v primerjavi 
s C, C++ ali FORTRAN, daljši tudi za 100 krat. Rešitev tega problema predstavlja 
medsebojna povezava Pythona s temi hitrejšimi jeziki. 
 
 
2.3 Interpreterji Pythona 
Programiranje je pisanje ukazov, ki naj jih računalnik izvede v določenem vrstnem redu. 
Ukazi so na procesorskem nivoju preprosti. Programski kodi, ki jo računalnik razume in zna 
interpretirati, pravimo strojni jezik. Pisanje v strojnem jeziku (s katerim operira računalnik 
sam) je kompleksno in zamudno, zato so se skozi čas razvili višje nivojski programski jeziki. 
Višje nivojski jeziki uporabljajo ljudem poznane in logične besedne zveze in izraze. Zato se 
znatno poveča tudi preglednost nad samo programsko kodo, olajša se učenje in je na splošno 
bolj uporabniku prijazna izkušnja. Ker je tak način pisanja kode računalniku nerazumljiv, je 
potrebno, kot opisano v delu Nelli [10], višje nivojsko kodo interpretirati s pomočjo 
interpreterja in šele nato izvesti. Program ukaz za ukazom prevaja v strojni jezik, zato javi 
napako v sintaksi šele, ko do nje pride, pred tem pa program normalno deluje. S 
prevajalnikom pa celoten program naenkrat prevedemo v strojni jezik in istočasno program 
preveri celotno kodo za napake v sintaksi. V primeru ene same napake program ne deluje. 
 
Python pa je neke vrste kombinacija obeh, saj ob zagonu programske kode na začetku preveri 
za napake v sintaksi, nato jo prevede v strojni jezik, zapiše v računalniški spomin, si iz 
spomina kodo tolmači ter jo izvede. Zato Python ne sodi med najbolj učinkovite in hitre 
programske jezike. 
 
Pri izbiri pravilnega integriranega razvojnega okolja (angl. IDE – Integrated development 
environment), ki si zna interpretirati programsko kodo Python, je potrebno posvetiti 
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pozornost uporabnikovim zahtevam. Pomembno je v naprej predvideti obsežnost programa, 
ki ga bo uporabnik izdelal, saj za majhne programe zadostujejo že osnovni IDE, medtem ko 
je za večje projekte zaradi urejenosti in preglednosti bolje izbrati profesionalna programska 
orodja. Veliko razvojnih okolij je brezplačnih in odprtokodnih, nekateri bolj napredni pa so 
plačljivi. Obstajajo tudi kombinacije brezplačnih programov, ki za komercialno in napredno 
uporabo zahtevajo plačilo. Prevzeto po Fincher [11], so najpogosteje uporabljeni programi: 
- Pycharm: proizvajalca JetBrains, ki so znani tudi po drugih programih za različne 
programske jezike, kot na primer IntellJ IDEA (za programski jezik Java), WebStorm 
(za programski jezik JavaScript), DataGrip (za baze podatkov in SQL). Vsebuje 
najpomembnejše elemente za udobno pisanje kode (samodejno dokončanje izrazov, 
predlog popravkov, podčrtanje sintaktičnih napak), iskalnik napak, shranjevanje 
različnih verzij kode itd. Njegovo negativno plat pa predstavlja velika poraba 
sistemskih resursov. 
- IDLE: eden izmed najbolj osnovnih programov, saj pride skupaj s samim 
programskim jezikom Python, je opisal van Rossum [12]. Njegovo ime je akronim 
za integrated development and learning environment, kar se prevede v »vgrajeno 
okolje za razvoj in učenje«. Primeren je za osnovne, nezahtevne uporabnike. Napisan 
je v programskem jeziku Python, za grafično okolje uporablja modul Tkinter. Ima 
osnovne elemente pisanja kode (samodejno dokončanje izrazov, predlog popravkov 
v sintaksi, iskalnik napak itd.). 
- Sublime Text: popularno razvojno okolje, saj vključuje veliko različnih programskih 
jezikov poleg Pythona. Dodajanje vtičnikov omogoča prilagoditev programa povsem 




2.3.1 Izbran IDE - Spyder 
V tem projektu smo uporabili programsko okolje Spyder. To je močno znanstveno okolje 
spisano v Pythonu za jezik Python. Narejen je bil za znanstvenike, inženirje in analitike 
podatkov. Vsebuje napredno urejanje, analizo, odstranjevanje napak in široko izbiro 
vizualizacijskih orodij. Omogoča dodajanje eksternih vtičnikov in drugih razširitev, ki 
olajšajo ustvarjalni proces. 
 
Več različnih oken pomaga pri preglednosti med pisanjem programske kode. Te so 
urejevalnik, IPython konzola, raziskovalec spremenljivk, iskalnik napak in še mnoge druge. 
Prikazani so na sliki 2.1, kjer lahko vidimo sam izgled programa z našo, kasneje opisano 
kodo znotraj različnih oken. 
 
Urejevalnik (angl. Editor) uporabljamo za pisanje kode, ki z različnimi barvami označuje 
spremenljivke, funkcije, komentarje, objekte itd. in s tem skrbi za preglednost. Konzola 
(angl.  IPython console) prikazuje delovanje programa ter kaj nam program izpisuje pri npr. 
uporabi funkcije print. Raziskovalec spremenljivk (angl. Variable explorer) sledi in 
prikazuje našo uporabo spremenljivk znotraj programa med celovitim izvajanjem ali 
izvajanjem po korakih. Z njim si lahko pomagamo, kadar spremljamo obnašanje in 
poskrbimo, da pomotoma ne prepisujemo spremenljivk samih. Iskalnik napak (angl. 
Debugger) omogoča izvajanje kode po eno vrstico naenkrat. V veliko pomoč nam je pri 
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iskanju napak v naši kodi, saj lahko spremljamo obnašanje funkcij in njihov vpliv na 




Slika 2.1: Spyder IDE 
 
 
2.4 Knjižnice in moduli 
Programerske knjižnice so na nek način podobne fizičnim knjižnicam, ki vsebujejo vse od 
knjig, revij, do glasbenih zgoščenk ter iger. Vsebujejo namreč skupek programskih orodij in 
modulov znotraj njih. To so lahko obsežni programi s svojim namenom in delovanjem, ki so 
jih napisale ekipe programerjev, lahko so pa zgolj majhne knjižnice z nekaterimi moduli in 
funkcijami, ki so dela posameznikov. Različni programski jeziki imajo lahko podobne 
knjižnice, s podobnim delovanjem, ki pa niso prenosljive iz enega jezika na drugega. 
 
Ob naložitvi programskega jezika z njim pride tudi nabor standardnih knjižnic ter modulov. 
Ti služijo kot opora programerju pri doseganju njegovih zastavljenih ciljev. Zato mu ni 
potrebno vsega narediti od začetka, uporabi lahko že narejene module in funkcije, ki se 
nahajajo znotraj knjižnic in ustrezajo njegovim potrebam. Uporabi lahko tudi samo del 
funkcije, mora pa modul ob zagonu programa vsakokrat inicializirati. Moduli, ki niso na 
voljo v standardnem paketu, lahko uporabnik naknadno naloži preko prenosnih medijev ali 
spleta in tako pridobi njihovo funkcionalnost. Nekateri izmed najbolj priljubljenih in 
uporabljenih modulov so: Numpy, Scipy, Matplotlib, Pandas, scikit-learn ter mnogi drugi. 
Knjižnice, podobno kot programi, se redno posodabljajo. S tem razvijalci popravljajo hrošče 
in napake, ki bi lahko povzročile nedelovanje ali napačno delovanje kode, v kolikor bi jih 
uporabili v našem delu.  
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2.4.1 Knjižnica Tkinter 
Program IdentMaster je potreboval neke vrste uporabniški grafični vmesnik (angl. graphical 
user interphase – GUI), saj smo hoteli uporabniku olajšati uporabo programa. Možnost 
vpisovanja ukazov v konzolno okno s tipkovnico je dolgo iz zamudno delo, če pa hočemo 
program upravljati z miško je potrebno izdelati intuitivno in interaktivno okno. Vse to za 
majhno ceno računalniškega spomina omogoča Pythonov modul Tkinter. Kot je navedel 
Fleck [13], uporablja grafično knjižnico po imenu Tk,  za ustvarjanje oken z vizualnimi 
gradniki. Je eden izmed najbolj razširjenih orodij za gradnjo GUI v Pythonu. Nekateri drugi 





Slika 2.2: Primer okna narejenega s pomočjo knjižnice Tkinter [14] 
 
Modul kličemo z ukazom za uvoz na začetku programa. Naslednji korak je sestavljen iz 
določevanja glavnega okna (angl. root), to je prvo okno, znotraj katerega se bo opravljalo 
največ interakcij. Pozorni moramo biti na pravilno označevanje glavnih in stranskih oken 
(angl. Master and slave). Nato imamo proste roke glede ustvarjanja. Modul ima ogromen 
nabor različnih grafičnih orodij za prilagoditev izgleda po našem okusu. Na voljo imamo 
različne vizualne gradnike (angl. widgets), kot je opisal Krebelj [15] tudi: gumb (angl. 
button), slikarsko platno (angl. canvas), opcijski gumb (angl. check button), izbirni gumb 
(angl. radio button), okno za vnos besedila (angl. entry box), spustni seznam (angl. list box) 
ter mnoge druge interaktivne elemente. Za prikaz besedila pa lahko uporabljamo sporočilo 
(angl. message), tekst (angl. text) ali etiketo (angl. label frame). S kombinacijo vseh teh in 
ostalih ne naštetih elementov, lahko poljubno okno poselimo in opremimo na nam željen 
način. Za postavitev poskrbimo z ukazom pack, ki elemente organizira v bloke preden jih 
postavi, z ukazom grid, kjer lahko za vsak element določimo lokacijo v mreži, ki je 
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postavljena v oknu ter z ukazom place, ki nam dovoljuje postavitev gradnikov na točno 
določeno lokacijo znotraj glavnega okna. 
 
 
2.4.2 Knjižnica Pandas 
Pandas je odprtokodna knjižnica, prvič razvita leta 2008, ki omogoča obdelavo podatkovnih 
struktur in vključuje orodja za analizo različnih vrst podatkov. To visoko učinkovito, 
fleksibilno knjižnico je svoji knjigi opisal Nelli [10] in je enostavna za uporabo ter omogoča 
urejanje vse od Excelovih do SQL tabel. Opravljati zna z serijami (angl. series, 
enodimenzionalni podatki t.j. seznam) ali z okvirom podatkov (angl. dataframe, 
dvodimenzionalni podatki t.j. tabela). Pogosta uporaba vključuje vse vrste inženiringa, 
finance in statistiko. Ker omogoča vse vrste manipulacij s tabelami, smo jo izbrali za 
obvladovanje naše PB. Glavni razlog za odločitev je bil zmožnost odpiranja Excelovih 
datotek (s pomočjo modula OpenPyXL), izbiranje listov in celice za zapis, kar opravi hitro 
in preprosto. Z njo smo določili, v katere celice sodijo kateri podatki in kako naj bo vse 
urejeno. Osnova je knjižnica NumPy, znana po svoji učinkovitosti in hitrosti. 
 
 
2.4.3 Knjižnica OpenPyXL 
Dodatno povečanje učinkovitosti in preprostosti našega programa smo dosegli z uporabo 
knjižnice OpenPyXL. Ta se specializira za obvladovanje Excelovih datotek s končnicami 
.xlsx.  Uporabljena je kot dopolnilo knjižnici Pandas, saj ta sama po sebi nima preprostega 
načina za odpiranje teh vrst datotek. Z OpenPYXL direktno odpremo delovni zvezek Excela, 
to dopusti knjižnici Pandas dodajanje, urejanje in brisanje podatkov, nato pa nam omogoči 
tudi zaprtje in shranjevanje zvezek ter podatkovne baze. 
 
 
2.4.4 Modul Read_docx 
Za potrebe branja specifikacijskih datotek, ki so napisane v Word formatu .docx, so znotraj 
podjetja že razvili modul poimenovan read_docx. Uporabljena funkcija get_docx_text odpre 
to datoteko in iz nje izpiše ves tekst v spremenljivko tipa seznam. Tega lahko kasneje 
kličemo, manipuliramo in iz njega izluščimo željene podatke. Če je tekst napisan v vrsticah, 
celoten odstavek pretvori v svoj podseznam znotraj spremenljivke. Prav tako stori tudi z 
vsebinami celic preglednic. V programu smo ga uporabili za branje identifikacijskih številk 





3 Razvoj programske opreme 
IdentMaster 
V naslednjih poglavjih bodo predstavljeni gradniki programa IdentMaster. Obravnavana bo 
podatkovna baza grajena v Excelu, programska koda, potrebna za delovanje in grafični 
vmesnik za njegovo uporabo. V delu programske kode bo opisan celoten postopek postavitve 
programa, od inicializacije, deklaracije, funkcij, do glavnega dela kode in postavitve GUI. 
Opisana bo tudi uporaba samega programa ter ustvaritev izvršljive datoteke, ki omogoči 
zagon programa na skoraj katerem koli računalniku. Na koncu pride na vrsto še poglavje o 
testiranju programa in razlogi za nedelovanje. V kodi so izpuščeni tisti ukazi print, ki ne 
doprinesejo k izkušnji bralca ali pa so za uporabnika nepomembni. Celotna koda pa je vseeno 
na voljo v prilogi A. 
 
Program je bil napisan v Python verziji 3.6.4 in v IDE Spyder verzije 3.2.6. Obe verziji sta 
bili izbrani zaradi standardnega programskega paketa znotraj podjetja, namenjenem 
internemu programiranju, zato bi bila uporaba drugih rešitev nespametna. Celoten paket 
vsebuje Spyder IDE, Python z dodatnimi internimi moduli, konzolno okno ter par začetnih 
navodil za programiranje. Verziji Pythona ter Spyderja nista ažurni, ampak sta stabilni 
verziji, kar se je med programiranjem izkazalo za kritično. 
 
 
3.1 Excel kot baza podatkov 
Ob začetku projekta smo z ostalimi udeleženci izbrali par začetnih parametrov. Med njimi 
je bila tudi izbira programa, v katerem bomo gradili podatkovno bazo. Izbirali smo med 
različnimi programi: Microsoft Access, SQL in Excel. Zaradi licenčnih razlogov in 
poznavanja Excela je bil ta izbran, ker je pogosto uporabljen za tabeliranje podatkov, 
računanje, uporabljati pa ga zna velik krog zaposlenih.  
 
Excelove tabele znajo odpirati tudi različni programi in moduli programskih jezikov, kar je 
v veliko pomoč in olajša programersko delo. Omogoča tudi izvoz podatkov v drugih oblikah 
(.txt, .xml, .docx…), zaradi česa se lahko bazo shranjuje in pregleduje na druge načine. V 
podjetju si lastijo licence za Office programski paket, v katerega spada tudi Excel, zato je 
izbira logična tudi s finančnega vidika. 
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S programom Access smo se srečali prvič in se posledično odločili, da bi bilo hitreje in bolj 
učinkovito, da ostanemo pri programih, ki so nam poznani. 
Podobno velja tudi za SQL. Čeprav programski jezik spominja na že poznanega – Python, 
je vseeno drugačen v veliko pogledih. Potrebno bi bilo ponovno učenje osnov SQL 
programiranja in pregled dokumentacije. Tudi iz finančnega vidika ni bil izbran, saj za 
poslovno uporabo predstavlja dodaten strošek, kateremu pa smo se poskušali izogniti. 
 
V veliko pogledih je bil Excel prava odločitev, ima pa nekaj lastnosti, ki otežujejo delo z 
njim. Med njimi je tudi potreba po pravilnem formatu, izbira različnih listov znotraj 
datoteke, iskanje in upravljanje s celicami, ki vsebujejo informacije. Onemogoča tudi 
manipulacijo baze, medtem ko je odprta Excel datoteka. Primer izdelane PB s pomočjo 
programa IdentMaster je na sliki 3.1. Na sliki manjkata dva stolpca informacij, to sta lokacija 
kataloga in lokacija načrta. 
 
Upravljanje Excel podatkovne baze je v programskem jeziku sta omogočala modula 





Slika 3.1: Podatkovna baza izdelana s programom IdentMaster 
 
 
3.2 Programska koda 
Poglavje programska koda bo pojasnjevala napisano programsko kodo. Programiranje smo 
se učili pri predmetih Programiranje in numerične metode, kjer smo pisali v programskem 
jeziku Python. Sama napisana koda po navadi ni bil delujoč program, ampak zgolj 
programski ukazi za matematično računanje. Izvedeli smo veliko o numeričnih metodah 
reševanja problemov, nekaj pa tudi o samem programiranju s Pythonom. Drugi predmet o 
programiranju je bil Osnove programskega inženirstva, pri katerem pa smo uporabljali 
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programski jezik C. Tu smo se poglobili v vprašanja, kako deluje računalnik na osnovnem 
nivoju, kako ta prebira ukaze, nato pa smo pisali kratke preproste programe, ki služijo kot 
učni pripomoček in dokaz koncepta. 
 
Ko smo se odločali glede izbire programskega jezika, ki bi ga uporabili za ta projekt, je bil 
velik faktor moje predhodno znanje jezika in katerega bi najbolj samozavestno uporabljal. 
Del odločitve je bilo tudi dostopnost različnih knjižnic in modulov. To so že napisane 
funkcije in programi, ki jih nam ni treba ponovno ustvarjati in pisati, saj jih je nekdo že 
ustvaril namesto nas. Python je znan po svojem izredno širokem spektru raznovrstnih 
knjižnic, ki obsegajo vse od računanja, grafičnega izrisovanja do financ in statistike. 
Programski jezik C pa kljub svoji starosti še ni za staro šaro. Spada pod enega izmed 
začetnikov programskih jezikov in ostaja priljubljen med programerji zaradi njegove 
možnosti pisanja kvalitetne, učinkovite in hitre kode. Je zelo podoben verjetno bolj znanemu 
jeziku, njegovemu nasledniku C++. Ta se od predhodnika loči po možnosti programiranja 
preko objektov ter razredov. 
 
Zaradi večjega števila modulov, več podpore uporabniku, preprostosti in ne nujnosti po 
hitrem programu (saj je končen program dokaj preprost, hitrost ni zelo pomembna), je bil 
izbran programski jezik Python. Na odločitev so vplivali moduli Pandas, Tkinter in 
opendocx. Slednji spada pod interne module podjetja, saj so ga napisali že predhodno za 
drugo aplikacijo. Uporabljena verzija Pythona je del standardnega inštalacijskega paketa v 
podjetju, kot tudi IDE. Vse prej omenjene module smo prenesli in naložili. Sedaj te module 
samo še vpeljemo v program t.j. inicializacija in že so pripravljeni na uporabo. 
 
 
3.2.1 Opis programske kode 
Opis programske kode služi kot oporna točka za boljše razumevanje same razlage kode. Na 
sliki 3.2 je prikazan diagram poteka po funkcijah, glede na odločitve uporabnika. Delovanje 
programa se začne z zagonom preko IDE ali s pomočjo izvršljive datoteke. Ob zagonu se 
pokažeta dve okni, okno s konzolo ter  začetno okno programa. S tem se je zagnala tudi prva 
funkcija Okno, ki postavi celoten izgled programa, od velikosti okna, orodne vrstice, do polja 
za vnos besedila t.j. pot do specifikacijske datoteke ter gumba za potrditev. Naslednji logični 
korak je vnos poti do te datoteke v vnosno polje programa ter klik gumba potrdi. Ta začne 
funkcijo potrdi_spec, s tem v programu sprožimo par funkcij, ki opravljajo različne naloge. 
Ob vsakem koraku ima uporabnik možnost zapreti program. To stori z gumbom za zaprtje 
programa ali pa z gumbom za izhod v orodni vrstici. 
 
V postopku delovanja je prva na vrsti funkcija Identf, njena naloga je, da s pomočjo prej 
definirane funkcije get_docx_text, ki se nahaja v modulu Read_docx, pregleda 
specifikacijsko datoteko in iz nje izloči vsa šestmestna števila. Iz baze istočasno izloči tudi 
vse, ki so zapisane v listu IGNORE znotraj Excel PB. Ta števila je uporabnik ročno vnesel 
kot nepotrebna in nezaželena, ki jih lahko program ignorira in jih ne sme pokazati. Po številih 
pregleda dokument še enkrat in izloči stavke, ki nasledijo te številke. To so imena kosov 
opreme, ki si lastijo identifikacijsko številko pred njimi. Potrebna je še določitev jezika, s 
katerim želimo opravljati. Izberemo lahko že obstoječ jezik s funkcijama Izberijezik, ki nato 
kliče funkcijo Jezikf , ali pa nov jezik dodamo s funkcijama Dodajezikf, kamor vpišemo novo 
ime ter Potrdi_jezik, ki ustvari nov jezik, ga zapiše v Excel datoteko kot nov list. Temu 
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novemu listu definira tudi zgornjo  - naslovno vrstico. Ta opisuje podatke, ki bodo zapisani 
v stolpcih PB. Z vsemi temi parametri smo pripravljeni za nadaljevanje. 
 
Vse preostale identifikacijske številke (vse brane, brez tistih, ki so zapisane v listu IGNORE) 
izpiše v spustnem seznam s pomočjo Tkinter gradnika, imenovanega listbox. Tega prikliče 
funkcija Identboxf. Na seznamu se prikažejo v istem zaporedju, kot se pojavijo v dokumentu. 
Številke so interaktivne, kar pomeni, da se na njih da klikati z miško ali pa med njimi lahko 
izbiramo s smernimi tipkami. 
 
 Ob izboru vsake številke program nadaljuje s funkcijo Klikf. Izbrano številko vzame kot 
argument v funkciji Iskanjef. Znotraj te funkcije se ponovno odpre PB in v vsaki celici lsita 
izbranega jezika preveri ali se znotraj nje nahaja ta iskana identifikacijska številka. V kolikor 
se, si to zapiše v logični slovar, kot da identifikacijska številka obstaja (trditev drži – true). 
Nato si prebere vse celice desno od nje, kjer se nahajajo dodatni podatki o številki poglavja 
in različnih lokacijah datotek. Njihov obstoj si tudi zapiše v logični slovar, saj iz njega 
kasneje prebiramo in izpisujemo na GUI, če določene vrednosti obstajajo ali ne. Ko s 
funkcijo zaključi, se vrne nazaj v Klikf. 
 
Ob poznanih vrednostih in ob znanem dejstvu, če podatki obstajajo ali ne, jih program izpiše 
na različna mesta znotraj glavnega okna GUI.  Identifikacijsko številko ob seznamu v svojem 
oknu, poleg nje pa tudi ime pripadajočega kosa opreme. Številko poglavja znotraj spustnega 
seznama, obstoj lokacije navodil, kataloga in načrta pa pod njihovo vnosno okno. 
 
Če katera izmed vrednosti ne obstaja, to program sporoči z rdeče obarvanim sporočilom. 
Takrat imamo možnost izbire poglavja, ta se zgodi ob klicu funkcije Zapisi_poglavje ter 
vnos lokacij zgoraj naštetih datotek. Ko smo vse te štiri vrednosti nastavili in vnesli, 
pritisnemo gumb Zapiši v Excel. Program se takrat sklicuje na funkcije Potrdi_navodila, 
Potrdi_katalog, Potrdi_nacrt in Zapisf. Prve tri, vnesejo zapisane podatke v začasni spomin 
programa, četrta pa znotraj svojega dela oblikuje podatke in jih pripravi za vnos v PB. Za 
sam vnos v bazo pa poskrbi funkcija append_df_to_excel. S tem so vsi vneseni podatki 
zapisani v bazi, če katerega izmed podatkov še nismo vnesli, se to v bazi tudi ustrezno 
označi. Vsak ne vnesen podatek, program naslednjič bere kot neobstoječ in to sporoči 
uporabniku, poprava njega pa je možna le direktno z vstopom v Excelovo datoteko. 
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Slika 3.2: Diagram poteka programske kode po funkcijah 
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3.2.2 Inicializacija 
Inicializacija je začetno dejanje za začetek delovanja. To opisuje prve vrstice vsakega 
napisanega programa, saj z njem spravimo napisano kodo v tek. Sestavljajo jo vrstice za 
uvoz modulov iz knjižnic, določitev globalnih spremenljivk in določitev globalnih vrednosti 
spremenljivk.  
Ker je to prva stvar, ki se izvede ob začetku programa je kritično, da pravilno definiramo vse 
potrebne in uporabljene knjižnice in module. Te si namreč računalnik začasno shrani v svoj 
spomin, da jih kasneje med delovanjem programa zna uporabljati. Podobno naredi tudi z 
globalnimi spremenljivkami. To so spremenljivke, za katere hočemo, da so skozi celoten 
program enake, razen če jih prepišemo znotraj druge funkcije. Pozorni moramo biti, da ne 
zapišemo preveč nepotrebnih in neuporabljenih knjižnic, modulov in spremenljivk, saj lahko 
prav hitro poskrbimo za zapolnitev računalniškega spomina, kar bi pomenilo počasnejše 
delovanje celotnega programa, v ekstremnih primerih tudi sesutje programa ali računalnika. 
Vredno je paziti, da so uporabljene samo tiste, ki jih aktivno uporabljamo v sami kodi. 
 
Python za uvoz podpira frazo import, njej pa sledi ime knjižnice in modula. Mogoč je tudi 
uvoz samo ene funkcije iz posameznega modula s frazo from kateri sledi ime modula, nato 
fraza import in za konec še ime funkcije za uvoz. Module lahko ob uvozu tudi preimenujemo 
s frazo as, tako se lahko v programu sklicujemo na naše izbrano ime, namesto, da vsakič 
pišemo polno ime uporabljenega modula. S tem zagotovimo večjo preglednost in urejenost 
kode. V program IdentMaster sem uvozil naslednje module in funkcije in jih preimenoval 
na sledeč način: Tkinter kot tki, read_docx kot docx, Pandas kot pd. Uvozil sem tudi module: 
re, os in xlrd. Iz nekaterih modulov, pa sem uvozil samo specifične funkcije: ttk iz modula 
Tkinter, load_workbook iz modula OpenPyXL, copy iz modula shutil. 
 
Dobra praksa je kratka pojasnitev delovanja programa v začetnem delu kode, kar sem napisal 
takoj za uvozom prej opisanih modulov in funkcij. Temu delu kode pravimo docstring. 
Postavljen je na začetku modula, funkcije ali razreda, definirajo ga tri navednice. Z njimi 
skrbimo za dobro dokumentiranost naših funkcij, saj vanj zapišemo opis funkcije, opis 
vstopnih argumentov in spremenljivko, ki nam jo program vrne. Ker lahko do tega opisa 
dostopamo preko ukaza __doc__, lahko učinkovito izdelamo dokumentacijo celotne 
knjižnice, kot je to opisal Alchin [16]. Opis tistemu, ki kodo odpre in jo poskuša razumeti, 
da začeten vpogled v njeno delovanje in nalogo. S tem se skrajša potreben čas za 
razumevanje celotne kode, pa naj bo to s strani originalnega programerja, ki se po dolgem 
času vrača k svoji kodi ali pa tujemu programerju, ki se za to kodo zanima. V opisu je 
zapisano: »IdentMaster by: Vid Komar je program za ustvarjanje baze podatkov kosov 
opreme na transformatorjih ter povezovanje teh številk z lokacijami datotek navodil, 
katalogov in načrtov na skupnem strežniku. Ko potrebujemo kopije teh datotek vpišemo 
ciljno lokacijo, program pa nam datoteko kopira in preimenuje v ustrezno ime poglavja in 
podpoglavja izdelka. Program na začetku prebere specifikacijo (Word datoteka) in iz nje 
izloči identifikacijske številke (ident) in imena kosov opreme, ki si lastijo ta ident. Nato ti v 
lepem grafičnem vmesniku prikaže vse relevantne idente in njihova imena ter tudi, ali ta že 
obstaja v bazi podatkov, vezano na izbran jezik in tudi, če so že vnešene lokacije različnih 
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3.2.3 Deklariranje spremenljivk in funkcij 
Deklaracija je neke vrste napoved funkcij, spremenljivk in variabel prevajalniku. S tem 
prevajalnik rezervira zadostno količino spomina za vsako izmed napovedanih vrednosti. 
Poleg različnih tipov spremenljivk in njihovih dolžin, lahko deklariramo tudi sezname, terke 
in slovarje. Imamo možnost napovedati samo prazne spremenljivke, katere zapolnimo 
kasneje, lahko pa jih popolnoma definiramo z vrednostmi, ki jih bodo vsebovale. V 




𝑘𝑘𝑘𝑘𝑘𝑘𝑘𝑘 =  0  
 
Uporabljamo kot števnik števila iteracij določene funkcije v nekaj primerih. 
 
 
𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑐𝑐𝑐𝑐 =  []  
 
Je prazna terka, v katero shranimo lokacijo specifikacijske datoteke 
 
 
𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠 =  𝑑𝑑𝑘𝑘𝑐𝑐𝑖𝑖(𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖 =  "𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖",𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖 =  ′/′,𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠 =
              "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠",𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝 =  "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝𝑠𝑠",𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖 =
              "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑖𝑖𝑠𝑠č𝑠𝑠𝑖𝑖𝑠𝑠")  
 
Slovar, ki vsebuje najpomembnejše podatke vsake identifikacijske številke. ident je 
identifikacijska številka, poglavje je zaporedna številka poglavja, navodila, katalog in 
nacrt pa vsebujejo lokacije do istoimenskih datotek, ki jih uporabnik shrani. 
 
 
𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘 =   {}  
 




 𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑖𝑖𝑘𝑘𝑖𝑖 =  {}  
 




𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘 =  {"𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖":𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖,  
               "𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖":𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖,  
               "𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠":𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖,  
               "𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝":𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖,  
               "𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖":𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖}  
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Slovar, ki vsebuje vrednosti logičnega tipa pravilno ali nepravilno. Tako lahko shranimo 




Funkcije so neke vrste zaporedni ukazi, zapakirani v samozadostno celoto. Te funkcije lahko 
kadarkoli v kodi kličemo in jih uporabimo, te pa vedno delujejo na enak način, le vhodni 
parametri se spreminjajo. Prednost deklaracij funkcij v začetku kode je prav v tem, da jo 
lahko kličemo kadarkoli, brez da bi jo morali vsakič ponovno pisati. Večino uporabljenih 





Funkcija Append_df_to_excel je uporabljena, da pretvori in zapiše podatke v obliki 
dataframe v željeno Excel datoteko, na željeno lokacijo. Prevzeta iz Uzunov [17]. 
 
 
𝑑𝑑𝑖𝑖𝑑𝑑 𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑑𝑑_𝑑𝑑𝑑𝑑_𝑖𝑖𝑐𝑐_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘(𝑑𝑑𝑘𝑘𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖,𝑑𝑑𝑑𝑑, 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖 = ′𝑆𝑆ℎ𝑖𝑖𝑖𝑖𝑖𝑖1′, 𝑠𝑠𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠 =
             𝑁𝑁𝑐𝑐𝑖𝑖𝑖𝑖, 𝑖𝑖𝑠𝑠𝑖𝑖𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖𝑖𝑖_𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖 = 𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖,∗∗ 𝑖𝑖𝑐𝑐_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘_𝑘𝑘𝑠𝑠𝑠𝑠𝑠𝑠𝑝𝑝𝑠𝑠):   
 
Kot vhodne podatke sprejme ime Excelove datoteke v katero želimo zapisati podatke, 
matriko podatkov, ime lista znotraj Excela in začetno vrstico v katero naj zapiše. Če ne 
podamo specifičnega imena lista, funkcija vzame prvi list in če mu ne podamo začetne 
vrstice, funkcija začne s prvo vrstico. 
 
 
    𝑘𝑘𝑑𝑑 ′𝑖𝑖𝑖𝑖𝑝𝑝𝑘𝑘𝑖𝑖𝑖𝑖′ 𝑘𝑘𝑖𝑖 𝑖𝑖𝑐𝑐_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘_𝑘𝑘𝑠𝑠𝑠𝑠𝑠𝑠𝑝𝑝𝑠𝑠:  
        𝑖𝑖𝑐𝑐_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘_𝑘𝑘𝑠𝑠𝑠𝑠𝑠𝑠𝑝𝑝𝑠𝑠.𝑖𝑖𝑐𝑐𝑖𝑖(′𝑖𝑖𝑖𝑖𝑝𝑝𝑘𝑘𝑖𝑖𝑖𝑖′)  
 
    𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠 =  𝑖𝑖𝑑𝑑.𝐸𝐸𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘𝐸𝐸𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠(𝑑𝑑𝑘𝑘𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖, 𝑖𝑖𝑖𝑖𝑝𝑝𝑘𝑘𝑖𝑖𝑖𝑖 = ′𝑐𝑐𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑐𝑐𝑒𝑒𝑘𝑘′)  
    𝑖𝑖𝑠𝑠𝑐𝑐:  
        𝐹𝐹𝑘𝑘𝑘𝑘𝑖𝑖𝑁𝑁𝑐𝑐𝑖𝑖𝐹𝐹𝑐𝑐𝑖𝑖𝑖𝑖𝑑𝑑𝐸𝐸𝑠𝑠𝑠𝑠𝑐𝑐𝑠𝑠  
    𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑖𝑖𝑖𝑖 𝑁𝑁𝑠𝑠𝑓𝑓𝑖𝑖𝐸𝐸𝑠𝑠𝑠𝑠𝑐𝑐𝑠𝑠:  
        𝐹𝐹𝑘𝑘𝑘𝑘𝑖𝑖𝑁𝑁𝑐𝑐𝑖𝑖𝐹𝐹𝑐𝑐𝑖𝑖𝑖𝑖𝑑𝑑𝐸𝐸𝑠𝑠𝑠𝑠𝑐𝑐𝑠𝑠 =  𝐼𝐼𝐼𝐼𝐸𝐸𝑠𝑠𝑠𝑠𝑐𝑐𝑠𝑠  
 




    𝑖𝑖𝑠𝑠𝑐𝑐:  
        𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘 =  𝑘𝑘𝑐𝑐𝑠𝑠𝑑𝑑_𝑠𝑠𝑐𝑐𝑠𝑠𝑘𝑘𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘(𝑑𝑑𝑘𝑘𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖)  
 
        𝑘𝑘𝑑𝑑 𝑠𝑠𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠 𝑘𝑘𝑠𝑠 𝑁𝑁𝑐𝑐𝑖𝑖𝑖𝑖 𝑠𝑠𝑖𝑖𝑑𝑑 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖 𝑘𝑘𝑖𝑖 𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖𝑠𝑠:  
            𝑠𝑠𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠 =  𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘[𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖].𝑓𝑓𝑠𝑠𝑒𝑒_𝑠𝑠𝑐𝑐𝑠𝑠  
 
Program izbere željen list znotraj Excelove datoteke in vrstico za zapisovanje. 




        𝑘𝑘𝑑𝑑 𝑖𝑖𝑠𝑠𝑖𝑖𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖𝑖𝑖_𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖 𝑠𝑠𝑖𝑖𝑑𝑑 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖 𝑘𝑘𝑖𝑖 𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖𝑠𝑠:  
            𝑘𝑘𝑑𝑑𝑒𝑒 =  𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖𝑠𝑠. 𝑘𝑘𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒(𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖)  
            𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠𝑖𝑖𝑓𝑓𝑐𝑐𝑠𝑠𝑖𝑖(𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘.𝑠𝑠𝑐𝑐𝑠𝑠𝑘𝑘𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠[𝑘𝑘𝑑𝑑𝑒𝑒])  
            𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑐𝑐𝑠𝑠𝑖𝑖𝑠𝑠𝑖𝑖𝑖𝑖_𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖(𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖, 𝑘𝑘𝑑𝑑𝑒𝑒)  
 
Funkcija odstrani vse liste in ustvari novega v katerega bo zapisovala. 
 
 
        𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠 =  {𝑠𝑠𝑠𝑠. 𝑖𝑖𝑘𝑘𝑖𝑖𝑘𝑘𝑖𝑖:𝑠𝑠𝑠𝑠 𝑑𝑑𝑐𝑐𝑠𝑠 𝑠𝑠𝑠𝑠 𝑘𝑘𝑖𝑖 𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘.𝑠𝑠𝑐𝑐𝑠𝑠𝑘𝑘𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠}  
        𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑖𝑖𝑖𝑖 𝐹𝐹𝑘𝑘𝑘𝑘𝑖𝑖𝑁𝑁𝑐𝑐𝑖𝑖𝐹𝐹𝑐𝑐𝑖𝑖𝑖𝑖𝑑𝑑𝐸𝐸𝑠𝑠𝑠𝑠𝑐𝑐𝑠𝑠:  
        𝑖𝑖𝑠𝑠𝑠𝑠𝑠𝑠  
 
Poišče pravi list, glede na vhodne podatke, ki smo mu jih posredovali. 
 
 
    𝑘𝑘𝑑𝑑 𝑠𝑠𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠 𝑘𝑘𝑠𝑠 𝑁𝑁𝑐𝑐𝑖𝑖𝑖𝑖:  
        𝑠𝑠𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠 =  0  
    𝑑𝑑𝑑𝑑. 𝑖𝑖𝑐𝑐_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘(𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠, 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖, 𝑠𝑠𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠 = 𝑠𝑠𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠,∗∗
    𝑖𝑖𝑐𝑐_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘_𝑘𝑘𝑠𝑠𝑠𝑠𝑠𝑠𝑝𝑝𝑠𝑠)  
    𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠. 𝑠𝑠𝑠𝑠𝑠𝑠𝑖𝑖()  
 
Če začetna vrstica ni podana, zapiše matriko podatkov v prvo vrstico. Če pa ta je, jo zapiše 





Funkcija Zapisf ne sprejme nobenih začetnih argumentov. Uporablja se jo za ustvaritev 
matrike podatkov, tako imenovan dataframe. To je eden izmed standardnih zapisov take 
oblike podatkov, ki jo pozna Python. Z njo upravlja modul Pandas. 
 
 
𝑑𝑑𝑖𝑖𝑑𝑑 𝑍𝑍𝑠𝑠𝑖𝑖𝑘𝑘𝑠𝑠𝑑𝑑():  
    𝑘𝑘𝑑𝑑(𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖"]  ==  𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖):  
        𝑑𝑑𝑠𝑠𝑖𝑖𝑠𝑠 =  𝑖𝑖𝑑𝑑.𝐷𝐷𝑠𝑠𝑖𝑖𝑠𝑠𝐹𝐹𝑠𝑠𝑠𝑠𝑓𝑓𝑖𝑖({′𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝑆𝑆𝐼𝐼𝐼𝐼′: 𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠["𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖"],  
                             ′𝐼𝐼𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖′: 𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠["𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖"],  
                             ′𝑁𝑁𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠′: 𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠["𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠"],  
                             ′𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝐾𝐾𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝𝑠𝑠′: 𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠["𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝"],  
                             ′𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑁𝑁𝑠𝑠č𝑠𝑠𝑖𝑖𝑠𝑠′: 𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠["𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖"]},  
                              𝑘𝑘𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒 = [0])  
 
Če identifikacijska številka ne obstaja znotraj programa (to preveri preko slovarja logičnih 
spremenljivk), si zanjo ustvari seznam »data«, ta ima obliko prej omenjene matrike 
podatkov. Vanjo zapiše spremenljivke, ki jih definira in zapiše uporabnik v grafični vmesnik.  
V kolikor teh podatkov uporabnik ni definiral, se v to matriko zapišejo vrednosti iz slovarja 
»slovar«. 
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        𝑖𝑖𝑖𝑖𝑠𝑠_ℎ𝑖𝑖𝑠𝑠𝑑𝑑𝑖𝑖𝑠𝑠 =  𝑑𝑑𝑠𝑠𝑖𝑖𝑠𝑠. 𝑘𝑘𝑘𝑘𝑐𝑐𝑐𝑐[0]  
        𝑑𝑑𝑠𝑠𝑖𝑖𝑠𝑠 =  𝑑𝑑𝑠𝑠𝑖𝑖𝑠𝑠[1: ]  
        𝑑𝑑𝑠𝑠𝑖𝑖𝑠𝑠. 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖𝑠𝑠 =  𝑖𝑖𝑖𝑖𝑠𝑠_ℎ𝑖𝑖𝑠𝑠𝑑𝑑𝑖𝑖𝑠𝑠  
 
S temi tremi vrsticami kode se lokacija zapisovanja v bazi podatkov premakne za eno višje, 
kar zagotovi pravilno formatiranje podatkov. Program namreč vsakič ustvari naslovno 
vrstico, s tem pa to vrstico prepišemo z dejanskimi podatki. 
 
         
        𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑑𝑑_𝑑𝑑𝑑𝑑_𝑖𝑖𝑐𝑐_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘,𝑑𝑑𝑠𝑠𝑖𝑖𝑠𝑠, 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖 = 𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑗𝑗𝑏𝑏𝑠𝑠𝑠𝑠𝑖𝑖)  
 
Klicujoč funkcijo omenjeno v poglavju append_df_to_excel, se sedaj definirana matrika 
podatkov zapiše v Excel. 
 
         
    𝑘𝑘𝑑𝑑(𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖"]  ==  𝑇𝑇𝑠𝑠𝑖𝑖𝑖𝑖):  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝑇𝑇𝑠𝑠 𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖 ž𝑖𝑖 𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠")  
 






Najdaljša funkcija v celotnem programu opravlja vlogo iskanja že obstoječih 
identifikacijskih številk in njegovih spremljajočih se podatkov znotraj baze podatkov. Ta 
iskalna funkcija je pozorna na izbran jezik. Nanjo se opira celoten program, zato je še bolj 
kritično, da deluje hitro in je napisana zanesljivo. 
 
 
𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖𝑝𝑝𝑖𝑖𝑑𝑑(𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_1):  
    𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘  
    𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘 =  {"𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖":𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖,  
                   "𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖":𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖,  
                   "𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠":𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖,  
                   "𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝":𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖,  
                   "𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖":𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖}  
    𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑐𝑐𝑖𝑖𝑘𝑘𝑘𝑘𝑐𝑐𝑠𝑠  
    𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖𝑘𝑘  
    𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_𝑠𝑠𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐ℎ =  𝑠𝑠𝑖𝑖𝑠𝑠(𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_1)  
    𝑠𝑠𝑠𝑠𝑠𝑠𝑖𝑖𝑘𝑘𝑐𝑐𝑠𝑠 =  0  
 
Kot vstopni argument moramo funkciji podati identifikacijsko številko, tisto, katere obstoj 
naj preveri. Logični slovar slovar_bool ponastavi na vrednosti ne drži. S tem postavimo 
pogoj, da noben izmed podatkov ne obstaja v bazi podatkov, dokler ne dokažemo nasprotno 
– dokažemo njegov obstoj znotraj PB. Slovar in spremenljivki celica ter listi postavimo za 
globalne vrednosti, tako zagotovimo njihovo uporabo tudi v drugih delih kode. Začetno 
vrstico iskanja postavimo na 0. 
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    𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘 =  𝑒𝑒𝑘𝑘𝑠𝑠𝑑𝑑. 𝑐𝑐𝑖𝑖𝑖𝑖𝑖𝑖_𝑠𝑠𝑐𝑐𝑠𝑠𝑘𝑘𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘)  
    𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑗𝑗𝑏𝑏𝑠𝑠𝑠𝑠𝑖𝑖 =  𝑠𝑠𝑖𝑖𝑠𝑠(𝑠𝑠𝑠𝑠𝑠𝑠.𝑝𝑝𝑖𝑖𝑖𝑖())  
 
Odpremo podatkovno bazo in jo tako pripravimo za nadaljnjo manipulacijo. Uporabnikovo 
zahtevo glede jezika iskanja preberemo iz grafičnega vmesnika. 
 
 
    𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑖𝑖𝑘𝑘𝑖𝑖 =  𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖𝑠𝑠()  
 
Zapišemo vsa imena listov znotraj baze podatkov. 
 
     
    𝑑𝑑𝑐𝑐𝑠𝑠 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖 𝑘𝑘𝑖𝑖 𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠():          
        𝑘𝑘𝑑𝑑(𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑐𝑐_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖(𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑗𝑗𝑏𝑏𝑠𝑠𝑠𝑠𝑖𝑖)  ==  𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖):  
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            𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝑁𝑁𝑠𝑠č𝑠𝑠𝑖𝑖: %𝑠𝑠" %𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖"])  
    𝑖𝑖𝑘𝑘𝑠𝑠𝑖𝑖:  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖: %𝑠𝑠" %𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖"])  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝐼𝐼𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖: %𝑠𝑠" %𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖"])  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝑁𝑁𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠: %𝑠𝑠" %𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠"])  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝐾𝐾𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝: %𝑠𝑠" %𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝"])  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝑁𝑁𝑠𝑠č𝑠𝑠𝑖𝑖: %𝑠𝑠" %𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖"])  
    𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠𝑖𝑖  
 
Na koncu preveri vsako izmed najdenih vrednosti glede na referenco. Če obstaja v celici 
druga vrednosti od prevzete (ta se zapiše v podatkovno bazo vsakokrat, ko v bazo zapišemo 
identifikacijsko številko, ne pa ostalih vrednosti. S tem lahko hitro ločimo, kateri podatki so 
zavedeni v bazi in kateri ne), program izpiše pozitivno sporočilo o obstoju. Če pa je v celici 





Ena izmed bolj naprednih zahtev s strani naročnika programa je bila možnost kopiranja 
datotek navedenih v bazi podatkov na željeno končno lokacijo. Poleg samega kopiranja je 
potrebno datoteko tudi preimenovati. V izogib prepisovanju izvirnih dokumentov, jih je 
potrebno preimenovati na vmesni lokaciji in preimenovane nato kopirati na končno lokacijo. 
Tako se izognemo spreminjanju originalne datoteke, na končni lokaciji ni potrebno ponovno 
iskati datoteke ter pravilnost datoteke lahko spremljamo na vmesni lokaciji. Vmesno 
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lokacijo predstavlja začasno ustvarjena mapa, poimenovana TEMPIDENT. Tako jo lažje 
najdemo znotraj programske strukture strežnika v primeru napak. 
 
 
𝑑𝑑𝑖𝑖𝑑𝑑 𝐾𝐾𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑑𝑑𝑠𝑠𝑖𝑖𝑑𝑑():  
    𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑐𝑐𝑐𝑐 =  𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑐𝑐𝑐𝑐.𝑝𝑝𝑖𝑖𝑖𝑖()  
    𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑐𝑐𝑐𝑐. 𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖(′"′)  
    𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝐾𝐾𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑠𝑠𝑘𝑘 𝑏𝑏𝑐𝑐𝑓𝑓 𝑖𝑖𝑠𝑠 𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑐𝑐 −>  %𝑠𝑠" %𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑐𝑐𝑐𝑐)  
    𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝐼𝐼𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖: %𝑠𝑠" %𝑐𝑐𝑖𝑖𝑘𝑘𝑘𝑘𝑐𝑐𝑠𝑠[2])  
 
Funkcija ne potrebuje vstopnih argumentov. Potrebuje pa željeno končno lokacijo s strani 
uporabnika, ki je v tem primeru globalna spremenljivka. To uporabnik vnese preko 
grafičnega vmesnika in potrdi s pritiskom na gumb. Da olajšamo uporabniško izkušnjo se v 
tekstu lokacije znebimo navednic. Te operacijski sistem doda,  če se v poti do datoteke pojavi 
presledek, saj s tem enoznačno opredeli to zaporedje črk, kot pot do datoteke. Pot datoteke 
je mogoče dobiti na več načinov, nekateri so hitrejši in zagotovo vsebujejo navednice, spet 
drugi so počasnejši, a brez navednic. 
 
 
    𝑑𝑑𝑖𝑖𝑑𝑑 𝐶𝐶𝑐𝑐𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖𝑑𝑑𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖𝑑𝑑(𝑘𝑘,𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖):  
        𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖 =  "𝑇𝑇𝐸𝐸𝑇𝑇𝐼𝐼𝐼𝐼𝐷𝐷𝐸𝐸𝑁𝑁𝑇𝑇"  
        𝑐𝑐𝑠𝑠.𝑓𝑓𝑠𝑠𝑘𝑘𝑖𝑖𝑑𝑑𝑘𝑘𝑠𝑠𝑠𝑠(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖)  
        𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐(𝑐𝑐𝑖𝑖𝑘𝑘𝑘𝑘𝑐𝑐𝑠𝑠[𝑘𝑘], 𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖)  
        𝑘𝑘𝑓𝑓𝑖𝑖_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖 =  𝑐𝑐𝑠𝑠. 𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖𝑑𝑑𝑘𝑘𝑠𝑠(𝑖𝑖𝑠𝑠𝑖𝑖ℎ = 𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖)  
        𝑘𝑘𝑓𝑓𝑖𝑖_𝑑𝑑𝑠𝑠𝑖𝑖 =  𝑐𝑐𝑠𝑠. 𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖𝑑𝑑𝑘𝑘𝑠𝑠(𝑖𝑖𝑠𝑠𝑖𝑖ℎ = 𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖)  
        𝑘𝑘𝑓𝑓𝑖𝑖_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖. 𝑘𝑘𝑖𝑖𝑠𝑠𝑖𝑖𝑠𝑠𝑖𝑖(0, ′_′)   
        𝑘𝑘𝑓𝑓𝑖𝑖_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖. 𝑘𝑘𝑖𝑖𝑠𝑠𝑖𝑖𝑠𝑠𝑖𝑖(0,𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖)  
        𝑘𝑘𝑓𝑓𝑖𝑖_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖. 𝑘𝑘𝑖𝑖𝑠𝑠𝑖𝑖𝑠𝑠𝑖𝑖(0, ′. ′)  
        𝑘𝑘𝑓𝑓𝑖𝑖_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖. 𝑘𝑘𝑖𝑖𝑠𝑠𝑖𝑖𝑠𝑠𝑖𝑖(0, 𝑐𝑐𝑖𝑖𝑘𝑘𝑘𝑘𝑐𝑐𝑠𝑠[2])   
 
Znotraj funkcije Kopirajdatf se nahaja ugnezdena funkcija Copyandrenamef. Ta opravi prvi 
del kopiranja in preimenovanja datoteke na vmesni lokaciji. Na začetku ustvari mapi z 
imenom TEMPIDENT, njeno lokacijo shrani in kopira datoteko v to mapo. Nato prebere ime 
kopirane datoteke in na začetek doda številko poglavja, ki jo dobi v prej omenjenem slovarju, 
piko, številko podpoglavja, ki jo v uporabniški vmesnik vnese uporabnik in podčrtaj, ki loči 
oštevilčenje od celotnega imena. To shrani kot začasno ime. 
 
 
        𝑘𝑘𝑓𝑓𝑖𝑖_𝑑𝑑𝑠𝑠𝑖𝑖 =  ′′. 𝑝𝑝𝑐𝑐𝑘𝑘𝑖𝑖(𝑓𝑓𝑠𝑠𝑖𝑖(𝑠𝑠𝑖𝑖𝑠𝑠, 𝑘𝑘𝑓𝑓𝑖𝑖_𝑑𝑑𝑠𝑠𝑖𝑖))  
        𝑘𝑘𝑓𝑓𝑖𝑖_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖 =  ′′. 𝑝𝑝𝑐𝑐𝑘𝑘𝑖𝑖(𝑓𝑓𝑠𝑠𝑖𝑖(𝑠𝑠𝑖𝑖𝑠𝑠, 𝑘𝑘𝑓𝑓𝑖𝑖_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖))  
        𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑑𝑑𝑘𝑘𝑖𝑖 =  𝑐𝑐𝑠𝑠. 𝑖𝑖𝑠𝑠𝑖𝑖ℎ. 𝑝𝑝𝑐𝑐𝑘𝑘𝑖𝑖(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖, 𝑠𝑠𝑖𝑖𝑠𝑠(𝑘𝑘𝑓𝑓𝑖𝑖_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖))  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑑𝑑𝑘𝑘𝑖𝑖)  
   
        𝑐𝑐𝑠𝑠. 𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖(𝑐𝑐𝑠𝑠.𝑖𝑖𝑠𝑠𝑖𝑖ℎ. 𝑝𝑝𝑐𝑐𝑘𝑘𝑖𝑖(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖, 𝑠𝑠𝑖𝑖𝑠𝑠(𝑘𝑘𝑓𝑓𝑖𝑖_𝑑𝑑𝑠𝑠𝑖𝑖)), 𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑑𝑑𝑘𝑘𝑖𝑖)  
        𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑑𝑑𝑘𝑘𝑖𝑖, 𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑐𝑐𝑐𝑐)  
        𝑐𝑐𝑠𝑠. 𝑠𝑠𝑖𝑖𝑓𝑓𝑐𝑐𝑠𝑠𝑖𝑖(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑑𝑑𝑘𝑘𝑖𝑖)  
        𝑐𝑐𝑠𝑠. 𝑠𝑠𝑓𝑓𝑑𝑑𝑘𝑘𝑠𝑠(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖)  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝑈𝑈𝑠𝑠𝑖𝑖𝑖𝑖š𝑖𝑖𝑐𝑐 𝑘𝑘𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑠𝑠𝑖𝑖𝑐𝑐 𝑘𝑘𝑖𝑖 𝑖𝑖𝑠𝑠𝑖𝑖𝑘𝑘𝑓𝑓𝑖𝑖𝑖𝑖𝑐𝑐𝑠𝑠𝑠𝑠𝑖𝑖𝑐𝑐")  
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Z začasno shranjenim imenom nato preimenuje datoteko in jo kopira na podano lokacijo. Na 
koncu še odstrani začasno mapo in s tem zaključi delovanje kopiranja. 
 
 
    𝑘𝑘𝑑𝑑(𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠"]  ==  𝑇𝑇𝑠𝑠𝑖𝑖𝑖𝑖):  
        𝑘𝑘 =  3  
        𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖 =   𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠.𝑝𝑝𝑖𝑖𝑖𝑖()  
        𝐶𝐶𝑐𝑐𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖𝑑𝑑𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖𝑑𝑑(𝑘𝑘,𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖)  
    𝑘𝑘𝑑𝑑(𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝"]  ==  𝑇𝑇𝑠𝑠𝑖𝑖𝑖𝑖):  
        𝑘𝑘 =  4  
        𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖 =   𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝.𝑝𝑝𝑖𝑖𝑖𝑖()  
        𝐶𝐶𝑐𝑐𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖𝑑𝑑𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖𝑑𝑑(𝑘𝑘,𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖)  
    𝑘𝑘𝑑𝑑(𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖"]  ==  𝑇𝑇𝑠𝑠𝑖𝑖𝑖𝑖):  
        𝑘𝑘 =  5  
        𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖 =   𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖.𝑝𝑝𝑖𝑖𝑖𝑖()  
        𝐶𝐶𝑐𝑐𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖𝑑𝑑𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖𝑑𝑑(𝑘𝑘,𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖)  
                     
    𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠𝑖𝑖  
 
Za konec preverimo uspešnost kopiranja in preimenovanja vseh datotek tako, da preverimo 





Izbiranje jezika dokumentov je bila ena izmed pomembnejših zahtev naročnika programa. 
Zaradi poslovanja z velikim številom držav je bilo kritično, da se ločuje dokumente glede na 
njihov jezik. Vsi dokumenti niso v jezikih naročnikov, najpogosteje uporabljen jezik je 
angleščina. Vseeno pa je bilo potrebno dodati možnost izbiranja med različnimi jeziki, kot 
tudi dodajanje novega jezika. To je opisano v odseku Dodajjezikf. Možnost izbiranja jezika 
je bila postavljena v orodno vrstico, pod zavihek možnosti. Izgled okna za izbiro jezika je 




Slika 3.3: Grafično okno za izbiro jezika 




𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘𝑑𝑑():  
    𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑠𝑠𝑠𝑠𝑠𝑠  
    𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑘𝑘𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘  
    𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑘𝑘𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝑇𝑇𝑘𝑘()  
    𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑘𝑘𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘. 𝑖𝑖𝑘𝑘𝑖𝑖𝑘𝑘𝑖𝑖("𝐼𝐼𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘 𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘")  
    𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘(𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑘𝑘𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = "𝐼𝐼𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘 𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘").𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 =
    1, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 1)  
    𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘 =  𝑒𝑒𝑘𝑘𝑠𝑠𝑑𝑑. 𝑐𝑐𝑖𝑖𝑖𝑖𝑖𝑖_𝑠𝑠𝑐𝑐𝑠𝑠𝑘𝑘𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘)  
    𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑖𝑖𝑘𝑘𝑖𝑖 =  𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖𝑠𝑠()  
 
Za funkcijo izbora jezika ni potreben noben vhodni argument, saj ta funkcija služi samo za 
postavitev možnosti, katere jezike imamo na voljo v grafičnem vmesniku. Izbira jezika je 
pomembna tudi v drugih delih programa, zato je bilo potrebno definirati globalno 
spremenljivko, ki  jo bo mogoče klicati tudi v izven te funkcije. 
Po dodajanju gumba v orodno vrstico je potrebno prebrati kateri jeziki so že definirani v 
podatkovni bazi. To stori tako, da odpre Excel datoteko in prebere naslove listov, to je vidno 
na sliki 3.4. Te so namreč poimenovani po jezikih dokumentov. Tako se skrbi za urejenost, 




Slika 3.4: Nabor jezikov znotraj Excel PB 
 
    𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖𝑘𝑘 =  𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑖𝑖𝑘𝑘𝑖𝑖  
    𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖𝑘𝑘. 𝑠𝑠𝑖𝑖𝑓𝑓𝑐𝑐𝑠𝑠𝑖𝑖(′𝐼𝐼𝐼𝐼𝑁𝑁𝐼𝐼𝐼𝐼𝐸𝐸′)  
    𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖(𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖𝑘𝑘)  
    𝑠𝑠𝑠𝑠𝑠𝑠 =  𝑖𝑖𝑘𝑘𝑘𝑘. 𝑆𝑆𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑝𝑝𝑉𝑉𝑠𝑠𝑠𝑠(𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑘𝑘𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘)  
    𝑠𝑠𝑠𝑠𝑠𝑠. 𝑠𝑠𝑖𝑖𝑖𝑖("𝐼𝐼𝑖𝑖𝑝𝑝𝑘𝑘𝑖𝑖šč𝑘𝑘𝑖𝑖𝑠𝑠")  
    𝑑𝑑𝑐𝑐𝑠𝑠 𝑘𝑘, 𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖𝑘𝑘 𝑘𝑘𝑖𝑖 𝑖𝑖𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖(𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖𝑘𝑘):  
        𝑖𝑖𝑘𝑘𝑘𝑘.𝐼𝐼𝑠𝑠𝑑𝑑𝑘𝑘𝑐𝑐𝑏𝑏𝑖𝑖𝑖𝑖𝑖𝑖𝑐𝑐𝑖𝑖(𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑘𝑘𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = 𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖𝑘𝑘, 𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑 =
        𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘𝑑𝑑, 𝑠𝑠𝑠𝑠𝑠𝑠𝑘𝑘𝑠𝑠𝑏𝑏𝑘𝑘𝑖𝑖 = 𝑠𝑠𝑠𝑠𝑠𝑠, 𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖 = 𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖𝑘𝑘, 𝑘𝑘𝑖𝑖𝑑𝑑𝑘𝑘𝑐𝑐𝑠𝑠𝑖𝑖𝑐𝑐𝑠𝑠𝑐𝑐𝑖𝑖 = 0).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 =
        𝑘𝑘, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 3)  
 
Znotraj baze podatkov se nahaja tudi list z imenom IGNORE. V njem so zapisane vse 
identifikacijske številke, katere program ignorira – ne izpiše uporabniku. To so lahko 
številke nepomembnih kosov opreme, šest mestne številke, ki ne opisujejo kosa opreme itd. 
Izbira jezika pa ima nastavljeno prevzeto vrednost v primeru, da uporabnik ne izbere jezika 
ob začetku uporabe programa. Nastavljeno je na angleški jezik. Vsi jeziki se nam izpišejo 





Modul Tkinter potrebuje za delovanje gumbov v GUI aktivirati funkcijo. Gumb ne more biti 
samozadosten ali imeti kot ukaz vrstico kode. Mora imeti funkcijo katero kliče. Ta je ena 
Razvoj programske opreme IdentMaster 
26 
izmed teh potrditvenih funkcij. Služi shranitvi izbranega jezika v spomin, da lahko kasneje 
upravljamo z vneseno spremenljivko.  
 
 
𝑑𝑑𝑖𝑖𝑑𝑑 𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘𝑑𝑑():  
    𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑗𝑗𝑏𝑏𝑠𝑠𝑠𝑠𝑖𝑖  
    𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑗𝑗𝑏𝑏𝑠𝑠𝑠𝑠𝑖𝑖 =  𝑠𝑠𝑖𝑖𝑠𝑠(𝑠𝑠𝑠𝑠𝑠𝑠.𝑝𝑝𝑖𝑖𝑖𝑖())  
    𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘 =  𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑗𝑗𝑏𝑏𝑠𝑠𝑠𝑠𝑖𝑖  
    𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝐼𝐼𝑗𝑗𝑏𝑏𝑠𝑠𝑠𝑠𝑘𝑘 𝑠𝑠𝑘𝑘 𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘 %𝑠𝑠" %𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑗𝑗𝑏𝑏𝑠𝑠𝑠𝑠𝑖𝑖)  
    𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖(𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘)  
    𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑘𝑘𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘.𝑑𝑑𝑖𝑖𝑠𝑠𝑖𝑖𝑠𝑠𝑐𝑐𝑐𝑐()  
 
Funkcija prebere katera spremenljivka je bila zapisana v funkciji Izberijezikf in jo shrani pod 





Včasih pride na vrsto problem, ko na kontaktira kupec v novem, nedefiniranem jeziku. Če 
zanj obstajajo tudi specifični dokumenti v njegovem jeziku je potrebno ustvariti nov list v 
podatkovni bazi. Ko se ustvari nov list se definira tudi prva vrstica, ki opisuje kaj se nahaja 




𝑑𝑑𝑖𝑖𝑑𝑑 𝐷𝐷𝑐𝑐𝑑𝑑𝑠𝑠𝑝𝑝𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘𝑑𝑑():  
    𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑖𝑖𝑐𝑐𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠  
    𝑖𝑖𝑐𝑐𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠 =  {}  
    𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝑇𝑇𝑘𝑘()  
    𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘. 𝑖𝑖𝑘𝑘𝑖𝑖𝑘𝑘𝑖𝑖("𝑉𝑉𝑖𝑖𝑖𝑖𝑠𝑠𝑘𝑘 𝑖𝑖𝑐𝑐𝑠𝑠 𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘")  
    𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘(𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = "𝑉𝑉𝑖𝑖𝑖𝑖𝑠𝑠𝑘𝑘 𝑖𝑖𝑐𝑐𝑠𝑠 𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘: ").𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 1, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 =
    1)  
    𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝐸𝐸𝑖𝑖𝑖𝑖𝑠𝑠𝑐𝑐(𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 32)  
    𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 2, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 1)  
 
Funkcija se aktivira, ko znotraj možnosti v orodni vrstici programa izberemo gumb Dodaj 
jezik. To je prikazano na sliki 3.5. Takrat se nam pokaže novo okno z oknom za vpis jezika 
in gumb za potrditev. Ko vpišemo željen jezik in kliknemo potrdi, se izvede naslednja, v 
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    𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘():  
        𝑖𝑖𝑐𝑐𝑠𝑠𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘 =  𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘.𝑝𝑝𝑖𝑖𝑖𝑖()  
        𝑘𝑘𝑖𝑖𝑑𝑑𝑐𝑐 =
         [′𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖3′, ′𝐼𝐼𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖3′, ′𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘3′, ′𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝𝑠𝑠3′, ′𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑖𝑖𝑠𝑠č𝑠𝑠𝑖𝑖𝑠𝑠3′]  
        𝑖𝑖𝑐𝑐𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠[𝑖𝑖𝑐𝑐𝑠𝑠𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘]  =  𝑘𝑘𝑖𝑖𝑑𝑑𝑐𝑐  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖(𝑖𝑖𝑐𝑐𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠)  
        𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘 =  𝑘𝑘𝑐𝑐𝑠𝑠𝑑𝑑_𝑠𝑠𝑐𝑐𝑠𝑠𝑘𝑘𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘)  
        𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑐𝑐𝑠𝑠𝑖𝑖𝑠𝑠𝑖𝑖𝑖𝑖_𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖(𝑖𝑖𝑐𝑐𝑠𝑠𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘)  
 
Ko se kliče zahteva po novem jeziku, se odpre podatkovna baz ter se pripravi za urejanje. 




        𝑠𝑠𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑖𝑖 =  𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘.𝑝𝑝𝑖𝑖𝑖𝑖_𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑐𝑐_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖(𝑖𝑖𝑐𝑐𝑠𝑠𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘)  
        𝑠𝑠𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑖𝑖[′𝐼𝐼1′]  =  "𝐼𝐼𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒"  
        𝑠𝑠𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑖𝑖[′𝐵𝐵1′]  =  "𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝑆𝑆𝐼𝐼𝐼𝐼"  
        𝑠𝑠𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑖𝑖[′𝐶𝐶1′]  =  "𝐼𝐼𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖"  
        𝑠𝑠𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑖𝑖[′𝐷𝐷1′]  =  "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘"  
        𝑠𝑠𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑖𝑖[′𝐸𝐸1′]  =  "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝𝑠𝑠"  
        𝑠𝑠𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑖𝑖[′𝐹𝐹1′]  =  "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑖𝑖𝑠𝑠č𝑠𝑠𝑖𝑖𝑠𝑠"  
        𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠𝑠𝑠𝑠𝑠𝑖𝑖(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘)  
        𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘.𝑑𝑑𝑖𝑖𝑠𝑠𝑖𝑖𝑠𝑠𝑐𝑐𝑐𝑐()  
 
Znotraj aktivnega lista v prvi vrstici dodamo sledeče vrednosti, v celicah od leve proti desni: 
Index (zaporedna številka), IdentSAP (identifikacijska številka znotraj SAP okolja), 
Poglavje (številka poglavja, kjer se nahaja kos opreme in dokumenti), Lokacija navodil, 
kataloga in načrta (pot do omenjenih datotek na strežniku). 
Nato shranimo Excel datoteko in jo zapremo. 
 
 
𝑖𝑖𝑘𝑘𝑘𝑘.𝐵𝐵𝑖𝑖𝑖𝑖𝑖𝑖𝑐𝑐𝑖𝑖(𝑐𝑐𝑘𝑘𝑖𝑖𝑐𝑐_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = ′𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘′, 𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑 = 𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠
= 4, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 1,𝑖𝑖𝑠𝑠𝑑𝑑𝑐𝑐 = 4) 
 
    𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘 =  {∗∗ 𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑖𝑖𝑘𝑘𝑖𝑖,∗∗ 𝑖𝑖𝑐𝑐𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠}  
 
Na koncu pa v slovar jezikov dodamo novo dodani jezik. 
 
 
3.2.4 Glavni del - postavitev GUI 
Po inicializaciji modulov, deklaraciji spremenljivk in funkcij, pride na vrsto glavni del 
programa. Koda v tem delu opisuje kako bo napisani program deloval od zagona naprej. Vse 
prej omenjene vrednosti so brezpredmetne, če jih ne omenimo tudi v glavnem delu kode. 
Kar v tem delu program prebere, tudi izvede, ostalo pa uporabi za referenciranje. 
Program IdentMaster je zgrajen na grafičnem uporabniškem vmesniku. Uporabnik izvaja 
vso komunikacijo s programom preko tega vmesnika, zato je bil razvoj s sodelovanjem 
uporabnika kritičen. Potrebno je zagotoviti čim bolj prijetno in učinkovito delovanje, brez 
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da bi žrtvovali natančnost in uporabniško izkušnjo. Pomemben aspekt je tudi lahkost 
programa tako, da lahko deluje na vseh vrstah računalnikov. S tem v mislih je bil izbran 
grafični vmesnik Tkinter. Sam modul omogoča preprosto postavitev elementov v 
programskem oknu, saj uporablja skrito mrežo za določitev lokacij grafičnih elementov. 
Zgolj napišemo lokacijo v mreži, kjer želimo element. Začetna postavitev grafičnega 




Ob zagonu programa, se postavi začetni grafični vmesnik poimenovan okno. Znotraj njega 
so začetne informacije o tem, kaj potrebuje program za njegovo delovanje in gumbi za 
potrditev. Prikaže se tudi naslov programa (»IdentMaster by: Vid Komar«), orodna vrstica 
za izbor in dodajanje jezika ter gumb za izhod. 
 
 
𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑘𝑘𝑖𝑖𝑐𝑐():  
    𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠  
    𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝑇𝑇𝑘𝑘()  
 
Takoj definiramo glavno okno za prikazovanje Tkinter objektov. Ker ima lahko program več 




    𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑠𝑠𝑖𝑖𝑖𝑖𝑐𝑐𝑘𝑘𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑖𝑖: ",𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 =
    ′40′).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 0, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 1)  
    𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝐸𝐸𝑖𝑖𝑖𝑖𝑠𝑠𝑐𝑐(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 16)  
    𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 1, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 1)  
     
    𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘: ",𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 = ′40′).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 =
    0, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 3)  
    𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝐸𝐸𝑖𝑖𝑖𝑖𝑠𝑠𝑐𝑐(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 16)  
    𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 1, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 3)  
     
    𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝𝑠𝑠: ",𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 = ′40′).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 =
    0, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 4)  
    𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝐸𝐸𝑖𝑖𝑖𝑖𝑠𝑠𝑐𝑐(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 16)  
    𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 1, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 4)  
     
    𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑖𝑖𝑠𝑠č𝑠𝑠𝑖𝑖𝑠𝑠: ",𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 = ′40′).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 =
    0, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 5)  
    𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝐸𝐸𝑖𝑖𝑖𝑖𝑠𝑠𝑐𝑐(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 16)  
    𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 1, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 5)  
 
Tekst znotraj okna pišemo z ukazom Label – nalepka. Moramo ga vezati na določeno okno, 
povedati katero besedilo mora vsebovati, lastnosti (font, velikost, barva) tega besedila itd. 
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Slika 3.6: Začetno okno programa 
 
    𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖𝑏𝑏𝑠𝑠𝑠𝑠 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝑇𝑇𝑖𝑖𝑖𝑖𝑖𝑖(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠)  
    𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑝𝑝𝑖𝑖 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝑇𝑇𝑖𝑖𝑖𝑖𝑖𝑖(𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖𝑏𝑏𝑠𝑠𝑠𝑠, 𝑖𝑖𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑑𝑑 = 0)  
    𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑝𝑝𝑖𝑖.𝑠𝑠𝑑𝑑𝑑𝑑_𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑(𝑘𝑘𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘 = "𝐼𝐼𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘 𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘", 𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑 = 𝐼𝐼𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘𝑑𝑑)  
    𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑝𝑝𝑖𝑖.𝑠𝑠𝑑𝑑𝑑𝑑_𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠𝑠𝑠𝑠𝑠𝑖𝑖𝑐𝑐𝑠𝑠()  
    𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑝𝑝𝑖𝑖.𝑠𝑠𝑑𝑑𝑑𝑑_𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑(𝑘𝑘𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘 = "𝐷𝐷𝑐𝑐𝑑𝑑𝑠𝑠𝑝𝑝 𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘", 𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑 = 𝐷𝐷𝑐𝑐𝑑𝑑𝑠𝑠𝑝𝑝𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘𝑑𝑑)  
    𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑝𝑝𝑖𝑖.𝑠𝑠𝑑𝑑𝑑𝑑_𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠𝑠𝑠𝑠𝑠𝑖𝑖𝑐𝑐𝑠𝑠()  
    𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑝𝑝𝑖𝑖.𝑠𝑠𝑑𝑑𝑑𝑑_𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑(𝑘𝑘𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘 = "𝐼𝐼𝑗𝑗ℎ𝑐𝑐𝑑𝑑", 𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑 = 𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠.𝑑𝑑𝑖𝑖𝑠𝑠𝑖𝑖𝑠𝑠𝑐𝑐𝑐𝑐)  
    𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖𝑏𝑏𝑠𝑠𝑠𝑠.𝑠𝑠𝑑𝑑𝑑𝑑_𝑐𝑐𝑠𝑠𝑠𝑠𝑐𝑐𝑠𝑠𝑑𝑑𝑖𝑖(𝑘𝑘𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘 = "𝑇𝑇𝑐𝑐ž𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖𝑘𝑘",𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖 = 𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑝𝑝𝑖𝑖)  
 
Orodna vrstica je pomemben del vsakega programa, saj vanjo v majhnem in preglednem 
prostoru zapakiramo veliko različnih ukazov. Sam sem tu vključil že prej opisane funkcije 




Slika 3.7: Orodna vrstica in prikaz možnosti 
 
3.2.4.2 Potrdi_spec 
Kot prvi napisani del programa je bil potreben za branje identifikacijskih številk iz 
dokumentov. Ta se opira na branje teksta, ki ga vnese uporabnik v GUI in na odpiranje 
Excelove baze podatkov. 




𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘_𝑠𝑠𝑖𝑖𝑖𝑖𝑐𝑐():  
        𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑘𝑘𝑘𝑘, 𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘  
        𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑘𝑘𝑘𝑘 =  𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠.𝑝𝑝𝑖𝑖𝑖𝑖(). 𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖(′"′)  
        𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘 =  "𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝑇𝑇𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠. 𝑒𝑒𝑘𝑘𝑠𝑠𝑒𝑒"  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑑𝑑𝑠𝑠𝑖𝑖𝑐𝑐𝑖𝑖𝑖𝑖𝑘𝑘𝑖𝑖: %𝑠𝑠" %𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑘𝑘𝑘𝑘)  
        𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘 =  𝑒𝑒𝑘𝑘𝑠𝑠𝑑𝑑. 𝑐𝑐𝑖𝑖𝑖𝑖𝑖𝑖_𝑠𝑠𝑐𝑐𝑠𝑠𝑘𝑘𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘)  
        𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑖𝑖𝑘𝑘𝑖𝑖 =  𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖𝑠𝑠()  
         
        𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝑑𝑑(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑘𝑘𝑘𝑘)  
        𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝑏𝑏𝑐𝑐𝑒𝑒𝑑𝑑(𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖)  
 
Ko uporabnik poda lokacijo specifikacijskega dokumenta in klikne gumb potrdi, se najprej 
izvede branje baze podatkov. S tem preveri, če le ta obstaja, saj bi bilo brezpredmetno, če bi 
poskušali nadaljevati brez nje. Istočasno tudi prebere in si zapomni vsa imena listov, t.j. vsi 
uporabljeni jeziki. Baza podatkov se mora zaradi konsistentnosti nahajati znotraj iste 




    𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠():  
        𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠 =  𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠.𝑝𝑝𝑖𝑖𝑖𝑖()  
        𝑘𝑘𝑑𝑑(𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠 ==  ′′):  
            𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠 =  "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘"          
        𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠["𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠"]  =  𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠. 𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖(′"′)  
         
    𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝():  
        𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝 =  𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝.𝑝𝑝𝑖𝑖𝑖𝑖()  
        𝑘𝑘𝑑𝑑(𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝 ==  ′′):  
            𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝 =  "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝𝑠𝑠"          
        𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠["𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝"]  =  𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝. 𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖(′"′)  
         
    𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖():  
        𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖 =  𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖.𝑝𝑝𝑖𝑖𝑖𝑖()  
        𝑘𝑘𝑑𝑑(𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖 ==  ′′):  
            𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖 =  "𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠 𝑖𝑖𝑠𝑠č𝑠𝑠𝑖𝑖𝑠𝑠"      
        𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠["𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖"]  =  𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖. 𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖(′"′)  
 
Lokacijo navodil, kataloga in načrta pridobimo na enak način, s kopiranjem lokacije 
dokumenta v program in s klikom gumba potrdi. Istočasno izbrišemo tudi navednice. 
 
 
         
    𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠. 𝑖𝑖𝑘𝑘𝑖𝑖𝑘𝑘𝑖𝑖("𝐼𝐼𝐷𝐷𝐸𝐸𝑁𝑁𝑇𝑇 𝑇𝑇𝐼𝐼𝑆𝑆𝑇𝑇𝐸𝐸𝐼𝐼  𝑏𝑏𝑐𝑐: 𝑉𝑉𝑘𝑘𝑑𝑑𝐾𝐾𝑐𝑐𝑓𝑓𝑠𝑠𝑠𝑠")  
    𝑖𝑖𝑘𝑘𝑘𝑘.𝐵𝐵𝑖𝑖𝑖𝑖𝑖𝑖𝑐𝑐𝑖𝑖(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = ′𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘′, 𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑 = 𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘_𝑠𝑠𝑖𝑖𝑖𝑖𝑐𝑐,𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 =
    ′40′).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 3, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 1, 𝑖𝑖𝑠𝑠𝑑𝑑𝑐𝑐 = 4)  
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Argumentirano drugi najbolj pomemben del kode je pravilno branje identifikacijskih številk 
in imen kosov opreme, ki spadajo zraven. Brez tega program ne bi deloval in če bi vse to 
uporabnik opravljal ročno, bi bil celoten projekt brez pomena. 
Identifikacijsko številko definira šestmestno SAP število, znotraj specifikacijskega 
dokumenta. Filtriranje zato poteka tako, da poišče vsa šestmestna števila znotraj dokumenta 
in jih izpiše uporabniku. Med njimi je tudi par lažno pozitivnih rezultatov, te pa uporabnik 
sam filtrira in zapiše v list  IGNORE znotraj baze podatkov. Te ob naslednjem branju 




𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝑑𝑑(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑘𝑘𝑘𝑘):  
        𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖  
        𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖  
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝑇𝑇𝑘𝑘𝑖𝑖 𝑝𝑝𝑖𝑖: ", 𝑖𝑖𝑐𝑐𝑖𝑖𝑖𝑖(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑘𝑘𝑘𝑘))   
        𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖("𝐿𝐿𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠: ", 𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑘𝑘𝑘𝑘)  
         
        𝑑𝑑𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖 =  𝑑𝑑𝑐𝑐𝑐𝑐𝑒𝑒.𝑝𝑝𝑖𝑖𝑖𝑖_𝑑𝑑𝑐𝑐𝑐𝑐𝑒𝑒_𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑘𝑘𝑘𝑘)  
        𝑑𝑑𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖 =  𝑑𝑑𝑐𝑐𝑐𝑐𝑒𝑒.𝑝𝑝𝑖𝑖𝑖𝑖_𝑑𝑑𝑐𝑐𝑐𝑐𝑒𝑒_𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑘𝑘𝑘𝑘)  
 
Po lociranju specifikacijske datoteke, program prebere vse besede znotraj datoteke s 
končnico docx ob pomoči interno spisanega modula enakega imena. Ta zapiše besede v 
skupne nizov znotraj seznama. Primer specifikacijske datoteke je prikazan na sliki 3.8. 
Rumeno obarvane so identifikacijske številke, v celici desno od njih, pa se nahajajo imena 
kosov opreme. Obe te vrednosti program bere in izpisuje. 
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Slika 3.8: Specifikacijska datoteka 
 
        𝑑𝑑𝑐𝑐𝑠𝑠 𝑘𝑘 𝑘𝑘𝑖𝑖 𝑠𝑠𝑠𝑠𝑖𝑖𝑝𝑝𝑖𝑖(𝑘𝑘𝑖𝑖𝑖𝑖(𝑑𝑑𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖)):  
            𝑑𝑑𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖[𝑘𝑘]  =  (𝑠𝑠𝑖𝑖.𝑑𝑑𝑘𝑘𝑖𝑖𝑑𝑑𝑠𝑠𝑘𝑘𝑘𝑘(𝑠𝑠"\𝑏𝑏(\𝑑𝑑{6})\𝑏𝑏",𝑑𝑑𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖[𝑘𝑘]))              
        𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖 =  𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖(𝑑𝑑𝑘𝑘𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠(𝑁𝑁𝑐𝑐𝑖𝑖𝑖𝑖,𝑑𝑑𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖))   
 
Sedaj, ko ima program vse besede iz dokumenta shranjene v spominu, poišče le 
identifikacijske številke, ostale nize pa izbriše. 
 
 
        𝑘𝑘𝑝𝑝𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖_𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖 =  []  
        𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘 =  𝑒𝑒𝑘𝑘𝑠𝑠𝑑𝑑. 𝑐𝑐𝑖𝑖𝑖𝑖𝑖𝑖_𝑠𝑠𝑐𝑐𝑠𝑠𝑘𝑘𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘(𝑘𝑘𝑐𝑐𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘𝑝𝑝𝑠𝑠_𝑖𝑖𝑒𝑒𝑐𝑐𝑖𝑖𝑘𝑘)   
        𝑘𝑘𝑝𝑝𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖_𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖 =  𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘. 𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑐𝑐_𝑖𝑖𝑠𝑠𝑓𝑓𝑖𝑖("𝐼𝐼𝐼𝐼𝑁𝑁𝐼𝐼𝐼𝐼𝐸𝐸")  
        𝑑𝑑𝑐𝑐𝑠𝑠 𝑠𝑠𝑐𝑐𝑠𝑠𝑘𝑘𝑑𝑑𝑒𝑒 𝑘𝑘𝑖𝑖 𝑠𝑠𝑠𝑠𝑖𝑖𝑝𝑝𝑖𝑖(𝑘𝑘𝑝𝑝𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖_𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖. 𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑠𝑠):   
            𝑠𝑠𝑐𝑐𝑠𝑠 =  𝑘𝑘𝑝𝑝𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖_𝑠𝑠ℎ𝑖𝑖𝑖𝑖𝑖𝑖. 𝑠𝑠𝑐𝑐𝑠𝑠(𝑠𝑠𝑐𝑐𝑠𝑠𝑘𝑘𝑑𝑑𝑒𝑒)  
            𝑑𝑑𝑐𝑐𝑠𝑠 𝑐𝑐𝑐𝑐𝑘𝑘𝑘𝑘𝑑𝑑𝑒𝑒, 𝑐𝑐𝑖𝑖𝑘𝑘𝑘𝑘 𝑘𝑘𝑖𝑖 𝑖𝑖𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖(𝑠𝑠𝑐𝑐𝑠𝑠):  
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                𝑘𝑘𝑝𝑝𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖_𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖.𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑑𝑑(𝑘𝑘𝑖𝑖𝑖𝑖(𝑐𝑐𝑖𝑖𝑘𝑘𝑘𝑘. 𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖))   
 
Kot omenjeno že prej, so nekatere številke redundantne, nepomembne in jih zapisujemo v 
svoj list znotraj baze podatkov, ki jih program ignorira. Te številke program prebere v tem 
delu in jih izloči iz seznama identifikacijskih številk. 
 
 
        𝑑𝑑𝑘𝑘𝑠𝑠𝑖𝑖_𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖 =  []  
        𝑑𝑑𝑐𝑐𝑠𝑠 𝑠𝑠𝑖𝑖𝑏𝑏𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖 𝑘𝑘𝑖𝑖 𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖:  
            𝑑𝑑𝑐𝑐𝑠𝑠 𝑘𝑘𝑖𝑖𝑖𝑖𝑓𝑓 𝑘𝑘𝑖𝑖 𝑠𝑠𝑖𝑖𝑏𝑏𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖:  
                𝑑𝑑𝑘𝑘𝑠𝑠𝑖𝑖_𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖.𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑑𝑑(𝑘𝑘𝑖𝑖𝑖𝑖𝑓𝑓)  
        𝑘𝑘𝑝𝑝𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖_𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖_𝑖𝑖𝑖𝑖𝑠𝑠 =  []  
        𝑑𝑑𝑐𝑐𝑠𝑠 𝑘𝑘 𝑘𝑘𝑖𝑖 𝑘𝑘𝑝𝑝𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖_𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖:  
            𝑘𝑘𝑝𝑝𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖_𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖_𝑖𝑖𝑖𝑖𝑠𝑠. 𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑑𝑑(𝑠𝑠𝑖𝑖𝑠𝑠(𝑘𝑘))  
        𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖 =  [𝑒𝑒 𝑑𝑑𝑐𝑐𝑠𝑠 𝑒𝑒 𝑘𝑘𝑖𝑖 𝑑𝑑𝑘𝑘𝑠𝑠𝑖𝑖_𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖 𝑘𝑘𝑑𝑑 𝑒𝑒 𝑖𝑖𝑐𝑐𝑖𝑖 𝑘𝑘𝑖𝑖 𝑘𝑘𝑝𝑝𝑖𝑖𝑐𝑐𝑠𝑠𝑖𝑖_𝑘𝑘𝑘𝑘𝑠𝑠𝑖𝑖_𝑖𝑖𝑖𝑖𝑠𝑠]  
 
Ker kot rezultat zgoraj opisanih dejanj dobimo seznam znotraj seznama, je potrebno 
odstraniti eno stopnjo, da nam ostane le en seznam vrednosti. Zaradi omejitev programskega 
jezika, pa moramo novo nastalo strukturo ponovno definirati kot seznam. 
Čist na koncu primerja seznama identifikacijskih številk ter števila, ki jih mora ignorirati ter 
naredi nov, pravilen seznam. 
 
 
        𝑘𝑘𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖 =  []  
        𝑠𝑠𝑠𝑠𝑘𝑘_𝑖𝑖𝑖𝑖𝑠𝑠 =  []  
        𝑑𝑑𝑐𝑐𝑠𝑠 𝑘𝑘, 𝑠𝑠𝑠𝑠𝑘𝑘 𝑘𝑘𝑖𝑖 𝑖𝑖𝑖𝑖𝑖𝑖𝑓𝑓𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖(𝑑𝑑𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖):  
            𝑘𝑘𝑑𝑑(𝑘𝑘𝑖𝑖𝑖𝑖(𝑠𝑠𝑠𝑠𝑘𝑘)  ==  1):  
                𝑠𝑠𝑠𝑠𝑘𝑘_𝑖𝑖𝑖𝑖𝑠𝑠.𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑑𝑑(𝑠𝑠𝑖𝑖𝑠𝑠(𝑠𝑠𝑠𝑠𝑘𝑘))  
                𝑘𝑘𝑑𝑑 𝑠𝑠𝑖𝑖𝑐𝑐(𝑠𝑠 𝑘𝑘𝑖𝑖 𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖 𝑑𝑑𝑐𝑐𝑠𝑠 𝑠𝑠 𝑘𝑘𝑖𝑖 𝑠𝑠𝑠𝑠𝑘𝑘):  
                    𝑘𝑘𝑓𝑓𝑖𝑖𝑖𝑖𝑠𝑠_𝑘𝑘𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒 =  (𝑘𝑘 + 1)  
                    𝑘𝑘𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖. 𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑑𝑑(𝑘𝑘𝑓𝑓𝑖𝑖𝑖𝑖𝑠𝑠_𝑘𝑘𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒)  
 
        𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖 =  []  
        𝑑𝑑𝑐𝑐𝑠𝑠 𝑘𝑘 𝑘𝑘𝑖𝑖 𝑘𝑘𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖:  
            𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖.𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑑𝑑(𝑑𝑑𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖[𝑘𝑘])  
       
        𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠𝑖𝑖 𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖  
 
Na željo uporabnika je bilo treba iz dokumenta izločiti tudi imena kosov opreme za vsako 
identifikacijsko številko. V večini primerov imena sledijo direktno za številko, kar je bilo 
dovolj dobro zanj. Te besede smo izločili iz seznama vseh besed znotraj dokumenta in jih 
vezali na zaporedni indeks. 
Ker je to še vedno funkcija, na koncu kot rezultat vrne identifikacijsko številko. 
 
3.2.4.4 Identboxf 
Vsa števila, s katerimi upravlja uporabnik je potrebno pokazati na logičen način in mu 
omogočiti njihovo opravljanje. Potrebno pa je tudi izbrati možnost, ki dovoljuje programu 
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prepoznavanje, s katero številko trenutno opravlja uporabnik. Zato smo za ta namen 
uporabili grafični spustni seznam – listbox. Na njem uporabniku prikažemo vse zbrane 
identifikacijske številke. Po tem seznamu se lahko uporabnik premika in izbira željene. Ob 




        𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝑏𝑏𝑐𝑐𝑒𝑒𝑑𝑑(𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖):  
        # 𝑠𝑠𝑐𝑐𝑠𝑠𝑐𝑐𝑘𝑘𝑘𝑘𝑏𝑏𝑠𝑠𝑠𝑠 =  𝑖𝑖𝑘𝑘𝑘𝑘. 𝑆𝑆𝑐𝑐𝑠𝑠𝑐𝑐𝑘𝑘𝑘𝑘𝑏𝑏𝑠𝑠𝑠𝑠(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠) #𝐷𝐷𝑠𝑠𝑠𝑠𝑖𝑖𝑘𝑘 𝑖𝑖𝑠𝑠𝑠𝑠𝑘𝑘  
        # 𝑠𝑠𝑐𝑐𝑠𝑠𝑐𝑐𝑘𝑘𝑘𝑘𝑏𝑏𝑠𝑠𝑠𝑠.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 5, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 1)  
        𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝐵𝐵𝑐𝑐𝑒𝑒 =  𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑘𝑘𝑠𝑠𝑖𝑖𝑏𝑏𝑐𝑐𝑒𝑒(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, ℎ𝑖𝑖𝑘𝑘𝑝𝑝ℎ𝑖𝑖 = 10)  
        𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝐵𝐵𝑐𝑐𝑒𝑒.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 5, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 1)  
        𝑑𝑑𝑐𝑐𝑠𝑠 𝑘𝑘 𝑘𝑘𝑖𝑖 𝑠𝑠𝑠𝑠𝑖𝑖𝑝𝑝𝑖𝑖(𝑘𝑘𝑖𝑖𝑖𝑖(𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖)):  
            𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝐵𝐵𝑐𝑐𝑒𝑒. 𝑘𝑘𝑖𝑖𝑠𝑠𝑖𝑖𝑠𝑠𝑖𝑖(𝑘𝑘, 𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖[𝑘𝑘])  
        # 𝑠𝑠𝑐𝑐𝑠𝑠𝑐𝑐𝑘𝑘𝑘𝑘𝑏𝑏𝑠𝑠𝑠𝑠. 𝑐𝑐𝑐𝑐𝑖𝑖𝑑𝑑𝑘𝑘𝑝𝑝(𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑 = 𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝐵𝐵𝑐𝑐𝑒𝑒.𝑐𝑐𝑠𝑠𝑘𝑘𝑖𝑖𝑠𝑠)  
 
Grafični seznam deklariramo in ga pripnemo na njegovo mesto znotraj glavnega okna v GUI. 
Definiramo tudi, katere stvari mora znotraj prikazovati. Komentirani deli kode predstavljajo 
drsnik, ki bi omogočal gibanje med vrhom in dnom seznama. Na željo uporabnika je bilo to 
odstranjeno, saj enako nalogo opravlja kolešček na miški. 
 
3.2.4.5 Klikf 
Kot zadnji in najbolj tekstovno obsežen del kode, se Klikf večinoma sklicuje na prej 
omenjene funkcije. Poimenovanje sledi iz tega, da se funkcija sproži, ko uporabnik klikne 
na posamezno identifikacijsko številko znotraj grafičnega spustnega seznama. 
 
 
𝑑𝑑𝑖𝑖𝑑𝑑 𝐾𝐾𝑘𝑘𝑘𝑘𝑘𝑘𝑑𝑑(𝑠𝑠𝑖𝑖𝑘𝑘𝑑𝑑):  
            𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_1  
            𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑘𝑘𝑘𝑘𝑘𝑘  
            𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑐𝑐𝑐𝑐  
            𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝  
            𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖  
            𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠  
            𝑝𝑝𝑘𝑘𝑐𝑐𝑏𝑏𝑠𝑠𝑘𝑘 𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖_𝑓𝑓𝑖𝑖𝑠𝑠𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖  
 
Med globalne spremenljivke vključimo identifikacijsko številko, končno lokacijo kamor 
želimo kopirati ter naslove podpoglavij, v katere želimo preimenovati kopirane datoteke. 
 
 
            𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_1 =  𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝐵𝐵𝑐𝑐𝑒𝑒.𝑝𝑝𝑖𝑖𝑖𝑖(𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝐵𝐵𝑐𝑐𝑒𝑒. 𝑐𝑐𝑖𝑖𝑠𝑠𝑠𝑠𝑖𝑖𝑘𝑘𝑖𝑖𝑐𝑐𝑖𝑖𝑘𝑘𝑐𝑐𝑖𝑖())  
            𝑖𝑖𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖(" ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗\𝑖𝑖 𝐼𝐼𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖 𝑝𝑝𝑖𝑖: %𝑠𝑠" %𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_1)              
            𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_𝑘𝑘𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒 =  𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖. 𝑘𝑘𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒(𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_1)             
            𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠["𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖"]  =  (𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_1)  
 
Uporabnik s klikom izbere željeno identifikacijsko številko. Ta se zapiše v slovar ostalih 
informacij ter zapiše tudi  zaporedno številko na seznamu. 




            𝑠𝑠ℎ𝑘𝑘𝑘𝑘𝑖𝑖(𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖"]  ==  𝑇𝑇𝑠𝑠𝑖𝑖𝑖𝑖):  
                𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = "𝐼𝐼𝐷𝐷𝐸𝐸𝑁𝑁𝑇𝑇 𝐼𝐼𝐵𝐵𝑆𝑆𝑇𝑇𝐼𝐼𝐽𝐽𝐼𝐼 𝑉𝑉 𝐵𝐵𝐼𝐼𝑍𝑍𝐼𝐼! ",𝑑𝑑𝑝𝑝 =
                ′𝑏𝑏𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘′, 𝑏𝑏𝑝𝑝 = ′𝑝𝑝𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖2′,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 25,𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 = ′40′).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 =
                4, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 2)  
                𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘  
            𝑠𝑠ℎ𝑘𝑘𝑘𝑘𝑖𝑖(𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖"]  ==  𝐹𝐹𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖):  
                𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = "𝐼𝐼𝐷𝐷𝐸𝐸𝑁𝑁𝑇𝑇 𝑁𝑁𝐸𝐸 𝐼𝐼𝐵𝐵𝑆𝑆𝑇𝑇𝐼𝐼𝐽𝐽𝐼𝐼! ", 𝑑𝑑𝑝𝑝 = ′𝑠𝑠ℎ𝑘𝑘𝑖𝑖𝑖𝑖′, 𝑏𝑏𝑝𝑝 =
                ′𝑠𝑠𝑖𝑖𝑑𝑑′,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 25, 𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 = ′40′).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 4, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 2)  
                𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘  
 
Prikazovanje pravilnih informacij uporabniku v dejanskem času je kritično, zato v tem delu 
koda preveri in v grafičnem vmesniku izpiše trditev, če določena vrednost že obstaja znotraj 
baze podatkov ali še ne. Enaki izpisi so v programski kodi zapisani tudi za lokacijo navodil, 
kataloga in načrta, a jih tu nisem vključeval zaradi njihove podobnosti. 
 
 
            𝑖𝑖𝑘𝑘𝑘𝑘.𝑇𝑇𝑖𝑖𝑠𝑠𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 =
            "𝑈𝑈𝑖𝑖𝑐𝑐𝑠𝑠𝑠𝑠𝑏𝑏𝑘𝑘𝑝𝑝𝑖𝑖𝑖𝑖 𝑝𝑝𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘 𝑝𝑝𝑖𝑖: %𝑠𝑠" %𝐽𝐽𝑖𝑖𝑗𝑗𝑘𝑘𝑘𝑘_𝑘𝑘𝑗𝑗𝑏𝑏𝑠𝑠𝑠𝑠𝑖𝑖, 𝑑𝑑𝑝𝑝 = ′𝑏𝑏𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘′,𝑏𝑏𝑝𝑝 =
            ′𝐿𝐿𝑘𝑘𝑝𝑝ℎ𝑖𝑖𝐵𝐵𝑘𝑘𝑖𝑖𝑖𝑖1′, 𝑝𝑝𝑖𝑖𝑠𝑠𝑖𝑖𝑘𝑘𝑑𝑑𝑐𝑐 = ′𝑐𝑐𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑠𝑠′, 𝑠𝑠𝑖𝑖𝑘𝑘𝑘𝑘𝑖𝑖𝑑𝑑 = ′𝑠𝑠𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖𝑑𝑑′,𝑖𝑖𝑠𝑠𝑑𝑑𝑐𝑐 = 2,𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 =
            ′60′,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 200).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 3, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 2)  
 
Grafični prikaz trenutno izbranega uporabljenega jezika. 
 
 
            𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = 𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_1, 𝑏𝑏𝑝𝑝 = ′𝑘𝑘𝑠𝑠𝑠𝑠𝑖𝑖 𝑝𝑝𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖′,𝑑𝑑𝑝𝑝 =
            ′𝑏𝑏𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘′, 𝑠𝑠𝑖𝑖𝑘𝑘𝑘𝑘𝑖𝑖𝑑𝑑 = ′𝑠𝑠𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖𝑑𝑑′,𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 = ′100′).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 5, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 2)  
            𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖_𝑓𝑓𝑖𝑖𝑠𝑠𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖 =  𝑖𝑖𝑘𝑘𝑘𝑘. 𝐿𝐿𝑠𝑠𝑏𝑏𝑖𝑖𝑘𝑘(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 =
            𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖[𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_𝑘𝑘𝑖𝑖𝑑𝑑𝑖𝑖𝑒𝑒], 𝑏𝑏𝑝𝑝 = ′𝑘𝑘𝑠𝑠𝑠𝑠𝑖𝑖 𝑝𝑝𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖′,𝑑𝑑𝑝𝑝 = ′𝑏𝑏𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘′, 𝑠𝑠𝑖𝑖𝑘𝑘𝑘𝑘𝑖𝑖𝑑𝑑 =
            ′𝑠𝑠𝑠𝑠𝑘𝑘𝑠𝑠𝑖𝑖𝑑𝑑′,𝑠𝑠𝑠𝑠𝑠𝑠𝑖𝑖𝑘𝑘𝑖𝑖𝑖𝑖𝑝𝑝𝑖𝑖ℎ = 225, 𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 = 2,ℎ𝑖𝑖𝑘𝑘𝑝𝑝ℎ𝑖𝑖 = 10,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 25)  
            𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖_𝑏𝑏𝑖𝑖𝑠𝑠𝑖𝑖𝑑𝑑𝑖𝑖_𝑓𝑓𝑖𝑖𝑠𝑠𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 5, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 3)  
 




            𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖 =  𝑖𝑖𝑖𝑖𝑘𝑘.𝐶𝐶𝑐𝑐𝑓𝑓𝑏𝑏𝑐𝑐𝑏𝑏𝑐𝑐𝑒𝑒(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖𝑖𝑖𝑠𝑠 =
            [′01′, ′02′, ′03′, ′04′, ′05′, ′06′, ′07′, ′08′, ′09′, ′10′, ′11′], 𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 = ′30′)  
            𝑘𝑘𝑑𝑑(𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠_𝑏𝑏𝑐𝑐𝑐𝑐𝑘𝑘["𝑐𝑐𝑏𝑏𝑠𝑠𝑖𝑖𝑠𝑠𝑝𝑝𝑠𝑠_𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖"]  ==  𝑇𝑇𝑠𝑠𝑖𝑖𝑖𝑖):  
                𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖. 𝑠𝑠𝑖𝑖𝑖𝑖(𝑐𝑐𝑖𝑖𝑘𝑘𝑘𝑘𝑐𝑐𝑠𝑠[2])  
            𝑖𝑖𝑘𝑘𝑠𝑠𝑖𝑖:  
                𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖. 𝑠𝑠𝑖𝑖𝑖𝑖("𝐼𝐼𝑗𝑗𝑏𝑏𝑖𝑖𝑠𝑠𝑘𝑘 𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖")  
            𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 1, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 2)  
             
            𝑑𝑑𝑖𝑖𝑑𝑑 𝑍𝑍𝑠𝑠𝑖𝑖𝑘𝑘𝑠𝑠𝑘𝑘_𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖(𝑖𝑖𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖):  
                𝑠𝑠𝑘𝑘𝑐𝑐𝑠𝑠𝑠𝑠𝑠𝑠[′𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖′]  =  𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖.𝑝𝑝𝑖𝑖𝑖𝑖()  
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Izbor poglavij je predpisan v naprej, to so števila od 1 do 11. Ker vsi dokumenti podjetja 
vsebujejo le teh enajst poglavij je uporabniku bolj prijazno, da ne vpisuje številke poglavij, 
ampak jih izbere iz že narejenega spustnega seznama. To poglavje je nato zapisano v 
podatkovno bazo na enak način, kot ostale vrednosti. 
 
 
            𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝐸𝐸𝑖𝑖𝑖𝑖𝑠𝑠𝑐𝑐(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 25)  
            𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 6, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 2)  
            𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠. 𝑘𝑘𝑖𝑖𝑠𝑠𝑖𝑖𝑠𝑠𝑖𝑖(0, "𝑁𝑁𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠 𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖")  
            𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠. 𝑏𝑏𝑘𝑘𝑖𝑖𝑑𝑑(" < 𝐵𝐵𝑖𝑖𝑖𝑖𝑖𝑖𝑐𝑐𝑖𝑖 − 1 >
                   ", 𝑘𝑘𝑠𝑠𝑓𝑓𝑏𝑏𝑑𝑑𝑠𝑠 𝑠𝑠𝑠𝑠𝑝𝑝𝑠𝑠: 𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑖𝑖𝑐𝑐𝑑𝑑𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠.𝑑𝑑𝑖𝑖𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖(′0′, ′𝑖𝑖𝑖𝑖𝑑𝑑′))  
 
Kot opisano že zgoraj je tu del kode za vnos števil podpoglavja. V polje za vnos uporabnik 
vnese število željenega podpoglavja navodil, kataloga in načrta, ta števila program uporabi 
za preimenovanje datotek ob kopiranju na uporabnikovo željeno lokacijo. 
Enaki izpisi so v kodi zapisani tudi za podpoglavje kataloga in načrta, a jih tu nisem 
vključeval zaradi njune podobnosti. 
 
 
            𝑑𝑑𝑖𝑖𝑑𝑑 𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘𝑠𝑠𝑠𝑠𝑖𝑖𝑑𝑑():  
                𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘_𝑖𝑖𝑠𝑠𝑠𝑠𝑐𝑐𝑑𝑑𝑘𝑘𝑘𝑘𝑠𝑠()  
                𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘_𝑘𝑘𝑠𝑠𝑖𝑖𝑠𝑠𝑘𝑘𝑐𝑐𝑝𝑝()  
                𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘_𝑖𝑖𝑠𝑠𝑐𝑐𝑠𝑠𝑖𝑖()  
                𝑍𝑍𝑠𝑠𝑖𝑖𝑘𝑘𝑠𝑠𝑑𝑑()                
            𝑖𝑖𝑘𝑘𝑘𝑘.𝐵𝐵𝑖𝑖𝑖𝑖𝑖𝑖𝑐𝑐𝑖𝑖(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = "𝑍𝑍𝐼𝐼𝐼𝐼𝐼𝐼Š𝐼𝐼 𝑉𝑉 𝐸𝐸𝐸𝐸𝐶𝐶𝐸𝐸𝐿𝐿", 𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑 =
            𝐼𝐼𝑐𝑐𝑖𝑖𝑠𝑠𝑑𝑑𝑘𝑘𝑠𝑠𝑠𝑠𝑖𝑖𝑑𝑑, 𝑏𝑏𝑝𝑝 = ′𝑑𝑑𝑐𝑐𝑠𝑠𝑖𝑖𝑠𝑠𝑖𝑖 𝑝𝑝𝑠𝑠𝑖𝑖𝑖𝑖𝑖𝑖′,𝑑𝑑𝑝𝑝 = ′𝑠𝑠ℎ𝑘𝑘𝑖𝑖𝑖𝑖′,𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 =
            ′50′).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 5, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 4,𝑖𝑖𝑠𝑠𝑑𝑑𝑒𝑒 = 30)  
 
            𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑐𝑐𝑐𝑐 =  𝑖𝑖𝑘𝑘𝑘𝑘.𝐸𝐸𝑖𝑖𝑖𝑖𝑠𝑠𝑐𝑐(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠,𝑠𝑠𝑘𝑘𝑑𝑑𝑖𝑖ℎ = 16)  
            𝑘𝑘𝑖𝑖𝑖𝑖𝑖𝑖𝑖𝑖_𝑐𝑐𝑐𝑐𝑖𝑖𝑐𝑐𝑘𝑘𝑐𝑐𝑐𝑐.𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 = 6, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 4)  
            𝑖𝑖𝑘𝑘𝑘𝑘.𝐵𝐵𝑖𝑖𝑖𝑖𝑖𝑖𝑐𝑐𝑖𝑖(𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠, 𝑖𝑖𝑖𝑖𝑒𝑒𝑖𝑖 = "𝐾𝐾𝐼𝐼𝑁𝑁Č𝑁𝑁𝐼𝐼 𝐿𝐿𝐼𝐼𝐾𝐾𝐼𝐼𝐶𝐶𝐼𝐼𝐽𝐽𝐼𝐼", 𝑐𝑐𝑐𝑐𝑓𝑓𝑓𝑓𝑠𝑠𝑖𝑖𝑑𝑑 =
            𝐾𝐾𝑐𝑐𝑖𝑖𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑑𝑑𝑠𝑠𝑖𝑖𝑑𝑑, 𝑏𝑏𝑝𝑝 = ′𝑝𝑝𝑐𝑐𝑘𝑘𝑑𝑑′,𝑑𝑑𝑝𝑝 = ′𝑏𝑏𝑘𝑘𝑠𝑠𝑐𝑐𝑘𝑘′,𝑑𝑑𝑐𝑐𝑖𝑖𝑖𝑖 = ′40′).𝑝𝑝𝑠𝑠𝑘𝑘𝑑𝑑(𝑠𝑠𝑐𝑐𝑠𝑠 =
            6, 𝑐𝑐𝑐𝑐𝑘𝑘𝑖𝑖𝑓𝑓𝑖𝑖 = 3)  
 
Proti samemu koncu kode pride na vrsto še gumb za zapis v podatkovno bazo vseh podatkov, 
ki jih je uporabnik vpisal za posamezno identifikacijsko število in se izvede ob kliku 
zelenega gumba Zapiši v Excel. Če je uporabnik v polje zapisal lokacijo se v bazo zapiše ta, 
če pa je polje pustil prazno, pa se zapiše stavek kot narekuje funkcija Kopirajdatf. 
Gumb  Končna lokacija sproži kopiranje datoteke na podano končno lokacijo, z vnesenimi 
števili različnih podpoglavij. 
 
 
            𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖. 𝑏𝑏𝑘𝑘𝑖𝑖𝑑𝑑(" << 𝐶𝐶𝑐𝑐𝑓𝑓𝑏𝑏𝑐𝑐𝑏𝑏𝑐𝑐𝑒𝑒𝑆𝑆𝑖𝑖𝑘𝑘𝑖𝑖𝑐𝑐𝑖𝑖𝑖𝑖𝑑𝑑 >> ",𝑍𝑍𝑠𝑠𝑖𝑖𝑘𝑘𝑠𝑠𝑘𝑘_𝑖𝑖𝑐𝑐𝑝𝑝𝑘𝑘𝑠𝑠𝑠𝑠𝑝𝑝𝑖𝑖)  
        𝑘𝑘𝑑𝑑𝑖𝑖𝑖𝑖𝑖𝑖𝐵𝐵𝑐𝑐𝑒𝑒. 𝑏𝑏𝑘𝑘𝑖𝑖𝑑𝑑(′ << 𝐿𝐿𝑘𝑘𝑠𝑠𝑖𝑖𝑏𝑏𝑐𝑐𝑒𝑒𝑆𝑆𝑖𝑖𝑘𝑘𝑖𝑖𝑐𝑐𝑖𝑖 >> ′,𝐾𝐾𝑘𝑘𝑘𝑘𝑘𝑘𝑑𝑑)  
    𝑓𝑓𝑠𝑠𝑠𝑠𝑖𝑖𝑖𝑖𝑠𝑠. 𝑐𝑐𝑐𝑐𝑖𝑖𝑑𝑑𝑘𝑘𝑝𝑝(𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖 =  𝑓𝑓𝑖𝑖𝑖𝑖𝑖𝑖𝑏𝑏𝑠𝑠𝑠𝑠)  
    𝑖𝑖𝑘𝑘𝑘𝑘.𝑓𝑓𝑠𝑠𝑘𝑘𝑖𝑖𝑘𝑘𝑐𝑐𝑐𝑐𝑖𝑖()  
 
Razvoj programske opreme IdentMaster  
37 
Ob samem koncu programa poskrbimo za zaprtje vseh odprtih zadev, saj se v obratnem 
primeru program zaplete v ciklično zanko iz katere ni konca. Potrebno mu je ukazati, da 









3.3 Izvršljiva datoteka 
Lažjo uporabo določenega programa predstavlja tudi njegova prenosljivost med različnimi 
računalniki uporabnikov ter enostavnost zagona. Program spisan v programskem jeziku 
Python lahko odpira kdorkoli, ki ima naložen enako verzijo tega jezika ter neke vrste 
prevajalnik za dano programsko kodo. Tako bi lahko program IdentMaster odprl kdorkoli s 
kodo in naloženim prevajalnikom. 
Nalaganje programskega jezika je lahko zamudno in v primeru napačno konfiguriranega 
računalnika tudi neuspešno, kar lahko obidemo s prenosno obliko programskega jezika. To 
je samozadostna mapa datotek, ki jih program odpira in uporablja le, ko jih potrebuje. 
Ničesar ne shranjuje v registre operacijskega sistema, le v začasni pomnilnik RAM. Ker je 
samozadostna jo lahko imamo na različnih prenosnih medijih (USB ključek, CD disk itd.) 
iz česar pride tudi ime – prenosna oblika. Vsak program potrebuje za delovanje vse module, 
ki so v njem uporabljeni, zato je potrebno zraven kode priložiti tudi vse naknadno naložene 
module. V našem primeru so bili to eksterni ter en interni modul. Eksterna modula sta bila 
med drugim Tkinter in Pandas, interni pa je bil docx. Uskladitev vseh bi predstavljala težavo 
na uporabnikovi strani ob vsakem prenosu programa, zato je bila potrebna druga rešitev. 
 
Težavo smo rešili z izvršljivo datoteko, ki vsebuje celotno kodo in je samozadostna. Tako 
ni več potrebno, da je na računalniku naložen programski jezik, zadostuje zgolj mapa s tem 
programom in operacijski sistem, zmožen poganjanja datotek s končnico .exe. Končnica 
označuje vrste izvršljivih datotek, prvič je bila uporabljena v operacijskem sistemu Windows 
NT 3.1. Nasledniki tega operacijskega sistema, kot na primer Windows 95, Windows NT in 
WIN32s so po trditvi Pietreka [18],  [19] omogočali še večjo podporo. Zaradi njegove 
uporabnosti in učinkovitosti, se je uporaba prijela in ostala med bolj priljubljenimi 
končnicami za vse vrste izvršljivih datotek. Ostale končnice izvršljivih datotek so: .dll, .sys, 
.efi. 
 
Program IdentMaster smo zapakirali v izvršljivo datoteko končnice .exe s pomočjo modula 
PyInstaller. Ta celotno programsko kodo z potrebnimi in nepotrebnimi moduli zapakira 
znotraj mape na lokaciji, ki jo definira uporabnik. Na končni lokaciji torej dobimo mapo z 
vsemi moduli, programsko kodo ter izvršljivo datoteko. Excelova baza podatkov se mora 
nahajati znotraj, saj le tako program konstantno pozna njegovo lokacijo. Na sliki 3.9 je viden 
posnetek zaslona ob uspešno ustvarjeni mapi. Vse ukaze za ta modul se vpisuje v konzolno 
okno in v datoteko z nastavitvami. Tam lahko urejamo tako število iteracij, ki jih program 
opravi pred zaustavitvijo ter še druge vhodne podatke 
 




Slika 3.9: Posnetek konzole na zaslonu, kjer je razvidna ustvaritev mape z izvršljivo datoteko.
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4 Rezultati in diskusija 
 
Po štirih tednih programiranja je bil na koncu dokončan program, ki je dosegel in presegel 
naročnikove zahteve. Program namreč omogoča: 
- branje specifikacijskih datotek podjetja 
- izločitev identifikacijskih številk iz specifikacijske datoteke 
- poleg številke razbrati tudi ime kosa opreme 
- zapisovanje identifikacijske številke ter drugih podatkov v PB 
- branje iz PB in informiranje uporabnika o obstoju podatkov 
- možnost uporabe podatkov iz baze ter kopiranje datotek na končno specificirano 
lokacijo po navodilih uporabnika  
- preimenovanje kopiranih datotek 
- izbiro in dodajanje različnih jezikov 
 
Program deluje po pričakovanjih, saj je bil pod konstantnim nadzorom skozi celoten cikel 
proizvodnje. Mnenja uporabnikov so bila upoštevana ob vsaki nadgradnji, kolikor se je dalo, 
saj le s skupnim delom med programerjem in uporabnikom pride do željenega rezultata, ki 
ustreza obema stranema. Podatkovna baza je dostopna s strani večine uporabnikov, ki jo 
lahko s tem programom urejajo in berejo istočasno. Bazo se zaradi obsega zgolj ene datoteke 
brez problemov premika ter ustvarja varnostne kopije. 
 
Končni izgled programa ter konzolnega okna med uporabo je prikazan na sliki 4.1. Konzola 
ostaja pomemben del za sámo delovanje programa, saj lahko preko nje manj izkušen 
uporabnik  preverja dodatne informacije, ki ga morda zanimajo program pa mu jih ne prikaže 
na GUI. Nudi pregled nad obstoječimi jeziki znotraj PB, brez da bi potreboval odpirati 
možnosti. Vidna je tudi vrstica v kateri se nahaja že obstoječa identifikacijska številka 
znotraj PB. Uporabnik lahko tako hitro preveri željene podatke, saj ve točno kje mora iskati. 
Pridobi informacije glede celotne identifikacijske številke, poleg vrstice dobi tudi katere 
vrednosti so bile že vnesene in s tem preveri, če so vrednosti pravilne. Logični ukazi 
True/False podajo hiter pregled glede izpolnjenosti informacij za izbrano številko. True se 
namreč prikaže ob obstoju informacij, medtem ko nas False informira o neobstoju te 
vrednosti. 
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Slika 4.1: Program IdentMaster in konzolno okno 
 
 
4.1 Uporaba programa 
Program IdentMaster je namenjen uporabnikom z malo znanja o bazah podatkov in 
programiranja. Cilj je bil ustvariti čim bolj uporabniku prijazen in intuitiven program, ki bo 
omogočil čim bolj dosledno posodabljanje baze podatkov in bi hkrati pohitril celoten 
postopek, ki bi ga nadomestil ta program. Postopek knjiženja lokacij datotek načrtov, 
katalogov in navodil v različnih jezikih je lahko dolg in zamuden ter kmalu postane 
nepregleden. Ko pa smo na datoteke vezali unikatno identifikacijsko številko, ki jo lahko 
lažje poiščemo, je to celoten postopek znatno olajšalo. Postopek kopiranja datotek je pred 
uporabo razvitega programa narekoval, da se vsako datoteko, ki jo kupec potrebuje ročno 
poišče na strežniku, kopira na končno lokacijo ter tam tudi ročno preimenuje na pravilen 
način. Program v uporabi, pripravljen za kopiranje in preimenovanje datotek je prikazan na 
sliki 4.3. Navodila uporabniku so vidna na  sliki 4.2 v obliki diagrama poteka. Uporaba se 
začne z zagonom programa, konča pa z izhodom. Pomembno križišče je, ali bo uporabnik 
uporabil že obstoječ jezik, ali pa bo ustvaril novega. Podobno pomemben del je, če iskana 
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identifikacijska številka že obstaja v podatkovni bazi ter ali uporabnik samo preverja obstoj 





Slika 4.2: Diagram poteka kot navodila uporabe programa za uporabnika 
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Program je bil skoraj v celoti napisan po meri za to aplikacijo, iz zunanjih virov sta bili vzeti 
le dve funkciji. Program se je konstantno testiral med samo izdelavo, saj smo želeli težave 
rešiti takoj, ko se pojavijo. Ob vsaki dodani spremembi smo testirali vse funkcije, tudi tiste 
za katere ne bi pričakovali, da bodo vplivane. Na primer ob spremembi GUI, smo vsakokrat 
ponovili celoten postopek uporabe programa, saj bi lahko nov gumb vplival na celovito 
delovanje programa. 
 
Cikel testiranja je obsegal kopiranje imena specifikacijske datoteke z napako v imenu in brez  
napake, nato izbira jezika, dodajanje novega jezika. Temu je sledilo izbiranje 
identifikacijskih številk ter spremljanje prikazovanja, če se program pravilno odziva na 
uporabniške zahteve in če pravilno zazna obstoj ali neobstoj podatkov v PB. Za tem je prišel 
del zapisovanja v bazo, kjer smo izmenično vpisovali dejanske podatke (poti do datotek), ter 
nekatera polja načrtno pustili prazna. Pravilnost zapisa smo takoj preverili z odprtjem 
Excelove PB ter preverjanjem pravilnosti vpisa. V kolikor je bilo vse pravilno, smo 
nadaljevali še s testom kopiranja in preimenovanja. Posebno pozornost smo namenili 
pravilnemu poimenovanju ter možnosti zapleta pri kopiranju. Testirali smo tudi sam zagon 
programa, sprva v fazi razvoja. Takrat smo testirali čas odpiranja in začetne parametre, ki se 
izpišejo takoj ob zagonu, kasneje pa še čas zagona in pravilno delovanje ob zagonu aplikacije 
preko izvršljive datoteke. Odkrite napake so bile odpravljene in dokumentirane s strani 
razvijalcev, nekatere so opisane v nadaljevanju.  
 
Pri kopiranju in preimenovanju datotek vsebuje vmesni korak ustvaritev nove, začasne 
mape, v katero program kopira datoteke, jih znotraj te mape preimenuje ter premakne na 
končno lokacijo. Po opravljenem kopiranju to mapo izbriše. V fazi razvoja pa to ni vedno 
delovalo kot bi moralo, saj se mapa ni izbrisala. Naslednja težava je nastala pri izločitvi 
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identifikacijskih številk in imena pripadajočih kosov opreme iz specifikacijskega 
dokumenta. Problem je predstavljala funkcija get_docx_text, ki je številke in imena kosov 
opreme zapisovala v seznam znotraj seznama. Posledično je bilo treba odstraniti eno raven 
seznama. Zadnji problem, prijavljen s strani uporabnikov je bil glede nedelovanja PB. 
Razlog je bil najden v napačno postavljenem listu IGNORE znotraj Excelove datoteke. 
Problem je bil odpravljen s prestavitvijo lista na pravo lokacijo. 
 
Nekritična napaka za delovanje je v našem primeru napačno zaporedje uporabe. Ena izmed 
njih je, če uporabnik klikne gumb za potrditev, ko še ni vnesel pravilne poti do 
specifikacijske datoteke na strežniku. Druga pa se pojavi, če uporabnik po potrditvi lokacije 
te datoteke ne izbere željenega jezika, temveč s seznama kar takoj izbere identifikacijsko 
številko. Takrat mu program v konzolnem oknu izpiše napako, da variabla, ki nadzira izbiro 
jezika ni podana. Glavno in konzolno okno je prikazano na sliki 4.4. Popravek tega bi 




Slika 4.4: Glavno in konzolno okno pri izpisu napake jezik 
  







1) Zasnovali smo program, katerega delovanje in izvedba nalog ustrezata zastavljenim 
ciljem s strani naročnika – branje datotek, izločitev identifikacijskih številk, zapis 
številk z drugimi podatki v bazo.  
2) Presegli smo osnovne želje naročnika, dodano je bilo nekaj funkcionalnosti, ki niso bile 
v začetnem planu dela. Nekatere izmed teh so: izpis imen poleg identifikacijskih številk, 
zapis poglavij v PB, dodana možnost kopiranja in preimenovanja, možnost izbire jezika. 
3) Opazili smo občutno pospešitev postopka glede na začetnega, kakršnega so opravljali 
zaposleni pred razvojem tega programa. Dosegli smo skrajšanje časa reševanja, povečali 
preglednosti podatkovne baze ter izboljšali končno natančnost. S to razbremenitvijo 
omogočamo delavcem, da lažje in učinkoviteje opravljajo tudi druge naloge. 
Čeprav je trg že nasičen z raznimi RDBMS programi, ki se ukvarjajo z obvladovanjem PB 
je bila produkcija programa IdentMaster, ki za bazo vzame lahko dostopen in poznan Excel, 
smiselna in upravičena. Razvoj namenskega programa omogoča prilagajanje na zahteve 
uporabnika od samega začetka ter vključuje samo funkcije, ki bodo za delo potrebne. S tem 
je navajanje na učinkovitejši način dela krajše in bolj učinkovito, s tem pa prihranimo na 
času in posledično tudi stroških. 
 
 
5.1 Predlogi za nadaljnje delo 
Logično nadaljevanje bi bilo izboljšanje GUI glede na daljše testiranje s strani uporabnika. 
Potrebno je več medsebojne komunikacije glede dodatnih ali odvečnih funkcionalnosti 
programa. Prav tako je so potrebne povratne informacije glede preglednosti PB. Programu 
bi bilo potrebno dodati možnost spreminjanja vnesenih podatkov v PB, saj je trenutno to 
mogoče le direktno znotraj Excel datoteke. Zanimivo bi bilo uporabniku predstaviti tudi 
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