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Resum
Als inicis de la informàtica la manera de comunicar-se amb als ordinadors era mitjançant
targes perforades, per sort, les tècniques per a introduir dades a l’ordinador han avan-
çat substancialment i, actualment, podem interactuar amb l’ordinador fins i tot amb la
pròpia veu. El conjunt de sistemes d’entrada més comú per a ordinadors avui dia es com-
posa d’un teclat i d’un ratolí, ja sigui en la seva forma tradicional o en forma de trackpad.
En aquest treball es desenvolupa un software per a emular varis dispositius d’entrada
de forma remota. Amb aquest software podrem fer desaparèixer de sobre la taula teclats,
ratolins i d’altres sistemes d’entrada i substituir-los per un dispositiu únic per a diverses
màquines. Aquest dispositiu idealment hauria de ser una tauleta ja que, gràcies a la
pantalla tàctil, permet modelar perfectament varis dispositius d’entrada.
També es construeix una tauleta a partir de varis components que podem trobar sen-
se complicacions dins l’àmbit domèstic. Aquesta tauleta s’anomena PiPad, ja que el seu
nucli està constituït per una Raspberry Pi (un mini-ordinador basat en ARM).
Si utilitzem conjuntament la PiPad i el software d’emulació del sistema d’entrada,
disposarem d’un dispositiu capaç de controlar tots els ordinadors de forma simultània o
individual.
En aquest document s’explica tot el desenvolupament del project, des del pressupost,
passant l’abast, la metodologia i la planificació, acabant amb el desenvolupament de totes
les fases del projecte.
Resumen
En los inicios de la informática, la manera de comunicarse con los ordenadores era medi-
ante tarjetas perforadas. Por suerte, las técnicas para introducir datos en el ordenador
han avanzado sustancialmente y actualmente podemos interactuar con la computadora
incluso con la propia voz. A día de hoy, el conjunto de sistemas de entrada más común
para ordenadores se compone de teclado y ratón, ya sea en su forma tradicional o en
forma de trackpad.
En este trabajo se desarrolla un software para emular varios dispositivos de entrada
de forma remota. Con esta aplicación podemos hacer desaparecer del escritorio teclados,
ratones y otros sistemas de entrada, sustituyendolos por un dispositivo único para diver-
sas máquinas. Este dispositivo sería idealmente una tableta, ya que mediante la pantalla
táctil se pueden modelar fácilmente varios dispositivos de entrada.
Además, también se construye una tableta a partir de varios componentes que pode-
mos encontrar sin complicaciones dentro del ámbito doméstico. Esta tableta se denomina
PiPad, nombre derivado de Raspberry Pi (un miniordenador basado en ARM), sobre cuya
plataforma está desarrollada la tableta.
Utilizando de forma conjunta la PiPad y el software de emulación del sistema de
entrada, dispondremos de un dispositivo capaz de controlar varios ordenadores de forma
simultánea o individual.
En este documento se explica todo el desarrollo del proyecto, des del presupuesto, el
alcance, la metodología y la planificación, finalizando con el desarrollo de todas las fases
del proyecto.
Abstract
In the early days of computing, we used to communicate with computers using punc-
hed cards. Fortunately, the techniques for inputing data into the system had advanced
substantially, and nowadays we are able interact with it even with the voice. The most
common input system set nowadays is composed by a keyboard and a mouse, either the
traditional one, or as a trackpad.
In this project a software used to remotely emulate several input systems has been
developed. Using this software we can get rid off keyboards and mouses from the table,
and substitue them for a single device used by several machines. Ideally, this device
ought be a tablet since its touchscreen is very prone to model several input systems.
A tablet has been built from different components that can be found in a domestic
environment. This tabled is named PiPad because its main component it is a Raspberry
Pi(an ARM based mini computer).
By using the input system emulation software within the PiPad and different compu-
ter, a device to control them all simultaneous or individually will be obtained.
Within this document the whole development of this project is explained. Starting
from the budget, ending with the development of all the project stages, while going
through the scope, the methodology and the planning.
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1 Introducció
L’objectiu principal d’aquest projecte es desenvolupar un software amb el qual poder
simular el sistema d’entrada en un ordinador remot, el secundari es crear una tauleta
a partir de components dels quals disposi a casa, amb aquesta tauleta i el software
desenvolupat serem capaços de tenir una tauleta la qual ens servirà per a substituir tots
els teclats, ratolins i demés sistemes d’entrada físics que tinguem a sobre de la taula.
El mercat de les tauletes electròniques és molt explotat avui en dia i hi ha poc espai
per a nous productes, tothom té una tauleta o té un conegut o familiar que en te una, la
qual cosa fa 5 anys era quelcom impensable. De fet, si un es para a pensar, és lògic, és
un aparell còmode, portàtil, amb el qual la gran majoria de les persones poden realitzar
quasi totes les feines que altrament farien amb un ordinador, per tant cobreix les seves
necessitats.
Però que passa amb la resta?, és aquella gent que necessita compilar, tocar el nucli
del sistema operatiu... En definitiva esprémer la màquina que tenen entre mans, per a
aquesta gent, entre la qual m’incloc, està pensada la Pipad.
Pipad serà una tauleta amb un sistema operatiu basat en Linux per la qual cosa es pot
fer quasi tot el que es pot fer en un ordinador normal i corrent, però amb la lleugeresa i
portabilitat d’una tauleta. A més a més, aquesta tauleta portarà incorporada el software
mencionat anteriorment anomenat Sistema d’Entrada Remot (SER) el qual ens permetrà
simular un teclat, un ratolí i d’altres dispositius d’entrada en altres màquines.
Mitjançant SER i la PiPad serem capaços de sense ni tan sols tocar una màquina,
poder-la controlar amb la nostra tauleta. Tota màquina que estigui executant el pro-
grama client de SER i que estigui a la mateixa xarxa LAN que la PiPad es convertirà
potencialment en una màquina la qual podrà ser controlada per nosaltres.
1.1 Context
El problema principal que intenta solucionar aquest projecte és el de estalviar-nos tenir
més de un teclat i un ratolí sobre la taula si estem treballant amb varies màquines. Anant
una mica més enllà, també és interessant tenir una tauleta feta a mida per a poder fer
la funció de teclat i de trackpad, de fet d’aquesta necessitat va néixer el projecte.
En aquest projecte existeix un seguit d’actors els quals hi tenen algun interès. Tot
seguit s’especifiquen els diferents tipus i quin interès hi tenen en el projecte.
1.1.1 Desenvolupador
Dins d’aquesta categoria hi cauria jo mateix, els meus interessos, més que fer el projecte
perquè s’ha de fer, que també m’interessa, estan centrats en construir-me una tauleta
a mida. Però sobretot per a mi el més important és el fet de què porti Linux, ja que
sempre em trobo amb què les tauletes d’avui en dia no són útils per a totes les tasques que
realitzo. També m’interessa molt el SER, ja que sempre m’he trobat amb el problema
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d’haver de tenir més dispositius d’entrada dels que realment necessitava a sobre de la
taula.
1.1.2 Director del projecte
El director del projecte li interessa el projecte per a raons molt semblants a les meves,
li sembla una manera interessant d’utilitzar la Raspberry Pi i el SER li sembla una idea
curiosa alhora que interessant.
1.1.3 Desenvolupadors de VNC
El VNC és un sistema per a compartir l’escriptori gràfic per xarxa[1], el qual utilitza el
protocol anomenat Remote Frame Buffer (RFB), el qual treballa al nivell del framebuffer,
per la qual cosa pot controlar tot el que apareix per la pantalla[2]. Als desenvolupadors
els hi podria interessar millorar el sistema d’enviar i rebre l’entrada des d’altres màquines,
per tant els hi podria semblar interessant el fet d’incorporar el sistema d’entrada remot.
1.1.4 Desenvolupadors de sistemes d’entrada virtual
Avui en dia la majoria de sistemes d’entrada no local estan pensats per a ser executats
sota el sistema operatiu Windows, no obstant existeix un projecte de codi obert que es
diu Synergy, el qual te idees de futur que coincideixen amb el que vol implementar el
meu projecte[3]. Per tant el meu projecte els hi pot semblar bastant interessant i fins i
tot podrien aprofitar part del mateix per a millorar l’estat del seu propi projecte, el que
més els hi pot interessar potencialment seria la idea de poder enviar varis esdeveniments
a múltiples màquines, i també el fet de no haver de necessitar un entorn amb un servidor
de les X’s instal·lat per a funcionar.
També d’altres projectes que realitzen una funció semblant també podrien estar in-
teressats, com ara Input Director, el qual avui en dia només té suport per a Windows[4],
però en un futur els hi podria interessar donar suport a altres sistemes operatius.
1.1.5 Usuaris
Segurament no tots els usuaris d’una tauleta estiguin satisfets amb la seva tauleta i, se-
gurament, alguns d’aquests en canviarien quelcom si poguessin, doncs amb la Pipad es
pot aconseguir.
Una de les funcionalitats que ofereix la Pipad és un concepte revolucionari al món de
les tauletes, ja que aquesta es pot millorar a mesura que es necessiti, es a dir, si necessi-
tem afegir-li quelcom, ho podem fer, que volem treure la Raspberry Pi i posar quelcom
més potent? doncs ho fem!, tan sols caldrà descargolar-la i canviar la Raspberry Pi per
algun dispositiu més potent, com per exemple una Arndale Octa[5].
Avui en dia les tauletes amb pantalles de més de 12"no són massa corrents, Pipad vol
ser innovadora en aquest camp en incorporar una pantalla de 15.4", la qual pot ser una
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Figura 1: Raspberry Pi Figura 2: Arndale Octa
mica incomoda al parlar de portabilitat, però molt més útil a l’hora de treballar, que és
pel que està pensada la Pipad.
1.2 Estat de l’art
Avui en dia no es coneix cap projecte en el qual s’hagui construït una tauleta pensada
per a fer-se servir com a sistema d’entrada per a altres màquines però, per separat sí que
hi ha alguns precedents els quals es llisten a continuació.
1.2.1 Pipad
El que es busca en la Pipad és primer de tot, que estigui feta amb una Raspberry Pi i
que la pantalla sigui suficientment gran com per a treballar a gust. Avui en dia només és
coneix d’una tauleta feta amb Raspberry Pi[6], creade per Michael Castor, però la pan-
talla que incorpora és només de 10", mentre que la pantalla de la Pipad serà de 15.4".
A més a més no disposa d’altaveus propis.
Figura 3: PiPad creació de Michael Castor
Es pot considerar com un bon punt de partida, tot i que són dos màquines pensades
per a propòsits diferents. Pipad tindrà un punt a favor: usarà un connector HDMI per a
connectar el System on Chip (SoC) a la pantalla. La tauleta mencionada anteriorment
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usa un connector LVDS, per tant no s’hi pot connectar res més a part de la Raspberry,
almenys de forma directa. El que aporta Pipad és molta versatilitat, és a dir, si un dia
es volgués canviar la Raspberry per una Odroid[9], una Arndale[10] o qualsevol placa
semblant, no representaria un problema.
D’altres tauletes com ara un iPad, o un Samsung Galaxy Tab, no es consideren tan
bon punt de partida no només pel tipus de funcionalitat a la qual es pretén apuntar sinó
també per què estàn construïdes d’una sola peça, és a dir, no es pot canviar el mòdul
WiFi, la pantalla o el nucli de processament. El que s’intenta de la Pipad és que sigui
modular i configurable en tots els aspectes possibles, però tots aquests sistemes són molt
tancats, per tant no es consideren un bon punt de partida.
1.2.2 SER
El que es busca per a aquest sistema es que sigui lleuger, altament configurable, fàcil
d’utilitzar, segur i que es pugui fer servir en diversos sistemes operatius.
Pel que fa al Sistema d’Entrada Remot (SER) actualment existeixen diversos software
disponibles que són semblants al que es necessita, però no són considerats opcions vàlides.
Tot seguit es llisten els tres més importants.
• Input Director: Es un software el qual serveix per a connectar varis ordinadors
entre si per les pantalles, és a dir, un pot passar d’una pantalla a l’altre, i passar a
controlar l’altre ordinador tan sols desplaçant el cursor al cantò de la pantalla.
No ens serveix per a simular l’entrada ja que només és per a plataformes Windows.
A més, no sembla que tinguin perspectives de canviar d’idea a curt termini i, a
sobre, és obligatori tenir un teclat i un ratolí a la màquina que fa de mestre[7].
• Shared Mouse: Aquest software realitza la mateixa funció que l’anterior, ens
connecta diverses pantalles de diferents ordinadors entre si, podent moure el ratolí
d’una pantalla a l’altre com si d’un sol ordinador es tractès.
Tampoc ens serveix, ja que només és per a Mac i Windows. També s’ha de consi-
derar el fet de què és de pagament, i la versió més cara, anomenada Pro Edition,
només permet interconnectar 9 màquines[8]. Això es considera insuficient per al
SER.
• Synergy: Synergy és un projecte open-source per a compartir un teclat i un ra-
tolí entre varis ordinadorsEs troba disponible per a Windows, Mac OS X, Linux,
Android i Apple iOS.
Aquesta és la opció més extesa avui en dia i la mès vàlida, ja que te versió per a
Linux. No es va descartar tan ràpidament com les altres opcions, es va estudiar
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amb més profunditat. Tot seguit es detallen les raons per les quals no es considera
una opció vàlida per al projecte.
– Només permet a una màquina donar les dades i a una altra rebre-les, per tant
no es pot realitzar l’entrada des de diferents dispositius físics, sense haver de
reconfigurar el servei.
– No implementa l’encriptació de les dades per si mateix, usa un túnel ssh per a
realitzar l’encriptació d’aquestes. Això es considera un problema, ja que estem
confiant la nostra seguretat en una eina externa la qual no podem garantir que
sempre sigui segura.
Per defecte, Windows no incorpora un client ssh, per la qual cosa hauríem
d’instal·lar un programa de tercers per a suplir una carència del nostre softwa-
re, que genera una dependència massa important.
– És necessari tenir instal·lat un servidor de X tant pel mestre com per als cli-
ents, per tant, si el volem executar en una màquina, com ara un servidor, ens
resultaria impossible.
Això es considera una limitació molt gran d’usabilitat ja que volem que aquest
software pugui ser executat en qualsevol màquina. Si no requereix de cap
servidor de les X es podria executar, fins i tot, en un supercomputador com
ara MareNostrum[11].
– El suport per a Android és bastant dolent, almenys per a mòbils. Seria molt
bo que el nostre sistema es pogués executar des de tot arreu.
De fet el que més cridaria l’atenció del públic en general és poder controlar el
seu ordinador des del seu propi telèfon mòbil, i per a aconseguir això s’hauria
de tenir una aplicació per a Android funcional i lleugera.
– No suporta l’entrada remota a fora de la nostra xarxa, això en principi no és
quelcom massa important, però ens podríem trobar amb algun cas de què dues
màquines molt properes no compartissin xarxa, pel que hauríem de sortir a
internet per a connectar les dues màquines, pel que hauríem d’estar preparats.
– Necessitem introduir la IP de la nostra màquina, això no és un gran problema
per a usuaris experimentats, però sempre serà més fàcil si no hem d’introduir
una IP manualment.
SER intentarà resoldre aquesta limitació introduint un protocol de xarxa i
d’interconnexió propi en el qual no es necessiti saber la direcció IP de cap
màquina sinó que aquesta es detecti automàticament, de fet synergy també te
la idea de resoldre aquesta mateixa limitació[3]
– No és portable entre sistemes, es a dir necessitem un paquet diferent per a cada
sistema operatiu, això és quelcom que s’intentarà resoldre en aquest projecte,
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s’intentarà generar un paquet multi plataforma, i portable, és a dir que no
requereixi d’instal·lació.
• VNC: VNC es un protocol que s’usa per a transmetre a traves de xarxa la sortida
de video de un ordinador aixi com per a enviarli els events de teclat i de ratoli, tot
i que realitza funcions que en aquest projecte no es cubriran, com l’enviament de
la sortida de video, pero la part que s’encarrega de enviar els events del sistema
d’entrada son importants a tindre en compte.[12].
Per tant pel que fa el SER, no tenim un punt de partida clar, però en tot cas si haguéssim
de triar algun aquest seria Synergy, ja que és l’únic que te suport per a Linux, i tot el
treball que realitzem a la gent de synergy els hi pot servir com a punt de partida per a
les seves futures ampliacions.
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2 Abast del projecte
L’abast del projecte o el que es pretén aconseguir amb aquest és tenir un sistema amb el
qual poder centralitzar tots els sistemes d’entrada desitjats usant un software anomenat
Sistema d’Entrada Remot creat expressament en la tauleta per així poder aplicar en el
futur aquesta mateixa solució en altres sistemes, aquest projecte intenta substituir un
conjunt de hardware amb una solució software, actualment ja existeix una opció semblant
per a solucionar aquest problema, però té algunes carències les quals penso solucionar
amb aquest software, el software en qüestió en diu Synergy i és una solució open-source
multi plataforma com ja s’ha mencionat anteriorment en l’apartat 1.2.2.
2.1 Objectius
Per a aconseguir que el projecte es completi s’han de complir una sèrie d’objectius, els
quals s’especifiquen a continuació, alguns d’ells tenen dependències entre si, però això és
un tema el qual serà tractat en el futur quan parlem de la planificació:
• Assemblatge de la tauleta: Dissenyar i muntar tot el hardware necessari per a crear
la tauleta Pipad
• Configuració Pipad: Instal·lació de programari i configuració de peces vàries de la
Pipad
• Creació d’una aplicació per a virtualitzar el sistema d’entrada: Creació d’una apli-
cació amb interfície gràfica per a simular diversos sistemes d’entrada
• Programació software mestre: Creació del procès encarregat de capturar i enviar el
sistema d’entrada, és el software que servirà per a controlar els altres sistemes
• Disseny protocol de comunicació: Dissenyar i implementar un protocol per a con-
nectar mestres i esclaus del SER
• Programació software dels esclaus: Creació del dimoni per a simular el SER en els
esclaus
• Ampliació a altres sistemes: Implementació en altres sistemes operatius com ara
Windows i Mac OS X
2.2 Obstacles potencials
Com tot projecte mínimament important, es presenten un conjunt d’obstacles potencials,
tot seguit es llisten els que he considerat més importants, es a dir els que em poden portar
més mals de cap i els que és més segur que surtin.
• Impossibilitat de generar un dispositiu virtual: Complicació a l’hora de crear un
dispositiu i la comunicació amb el sistema operatiu
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• Encriptació massa segura: Possibilitat de massa sobrecàrrega si volem fer un siste-
ma encriptat la qual cosa impossibilita la correcta funcionalitat del SER
• Possible impossibilitat de capturar esdeveniments del sistema d’entrada: Dificultat
en escoltar el sistema i els seus dispositius de forma genèrica i de forma parame-
tritzada
2.3 Metodologia
Per a completar el projecte se seguirà una metodologia basada en una fase d’especificació,
i diverses fases, cada una d’elles les quals contindrà una fase de disseny i una altra
d’implementació, com a mínim després de cada fase es mantindrà una reunió amb el
director del projecte per a portar un seguiment del projecte i veure com s’afrontarà la
següent fase, les fases a desenvolupar són:
• Hardware: Construir la Pipad
• Protocol de xarxa
• Software del mestre: Capturar i enviar l’esdeveniment del sistema d’entrada ja sigui
amb l’aplicació gràfica o amb un sistema d’entrada físic
• Software de l’esclau: Rebre i simular l’esdeveniment d’entrada del mestre
• Modelitzar sistemes d’entrada diversos: Ampliar la funcionalitat per incloure més
sistemes d’entrada com ara tauletes gràfiques i gamepads
• Implementar el SER per a altres sistemes operatius
Per a validar que el projecte avança correctament s’han definit unes fites temporals amb
el director del projecte en les quals s’han d’haver complert certs objectius.
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3 Planificació temporal
En aquest apartat s’especifiquen totes les sub-tasques del projecte, les dependències entre
elles, recursos consumits i duració estimada de cada una d’elles, la qual s’especifica en
dies, aquests dies es composen de dues hores que són les que hi dedicaré cada dia que hi
treballi, que són 5 dies a la setmana, les tasques es realitzaran de manera lineal, es a dir
una darrera de l’altre, com que el projecte és realitzat tan sols per mi, també s’inclou un
diagrama de Gantt per a veure-ho visualment i un pla d’acció per a corregir eventuals
desviacions.
3.1 Tasques del projecte
Tot seguit s’enumeren totes les tasques del projecte, la seva duració estimada i depen-
dències així com els recursos que emprà cada una d’elles, aquí només s’especifiquen els
recursos materials, ja que els recursos humans, són els mateixos en cada una de les dife-
rents tasques, aquests recursos humans consten de mi mateix.
1. Disseny del sistema: Elecció de què volem que faci la nostra solució, de quines
fases consta, planificació d’aquestes i especificació de recursos necessaris aquesta.
2. Aplicació gràfica: Especificació i creació d’una aplicació gràfica per a emular di-
versos sistemes d’entrada, es modelarà el comportament d’un teclat i un ratolí, i es
guardarà un registre de tots els esdeveniments ocorreguts en un fitxer de log, també
es prepararà la interfície per a quan es desenvolupi el protocol de xarxa colcant-hi
una llista per a encabir-hi els anomenats servs o esclaus, que seran les màquines les
quals rebran els esdeveniments i els emularan.
3. Documentació aplicació gràfica: Documentació de tota la tasca anterior i reu-
nió amb el tutor per a discutir com afrontar la següent tasca.
4. Enviar esdeveniments xarxa: Especificació i creació d’un protocol de xarxa
per a interconnectar tots els ordinadors que utilitzin el SER, i també els tipus de
missatges que s’envien entre ells i com s’envien també s’usarà un algoritme d’en-
criptació sobre els missatges per a què la connexió sigui segura i pugui garantir la
seguretat a l’hora d’introduir contrasenyes i d’altres dades importants.
5. Documentació enviar esdeveniments xarxa: Documentació de la tasca ante-
rior i reunió amb el tutor per a discutir com afrontar la següent tasca.
6. Emulació sistema d’entrada: Especificació i creació del sistema el qual emularà
esdeveniments de sistema d’entrada en l’ordinador el qual anomenarem esclau a
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partir d’ara, en aquesta fase es requereix una sub-fase d’investigació per a triar el
millor mètode per a realitzar l’emulació de l’esdeveniment d’entrada el qual ens
arribarà per xarxa.
7. Documentació emulació sistema d’entrada: Documentació de la tasca ante-
rior i reunió amb el tutor per a discutir com afrontar la següent tasca.
8. Captura d’esdeveniments: Especificació i creació de l’ampliació de les funci-
onalitats del sistema que implementava l’aplicació gràfica per a poder fer servir
dispositius físics, per exemple un teclat mecànic endemés del teclat virtual que fins
ara oferia la nostra aplicació, els objectius són un teclat, un ratolí, un trackpad, i
una tauleta gràfica.
9. Documentació captura d’esdeveniments: Documentació de la tasca anterior i
reunió amb el tutor per a discutir com afrontar la següent tasca.
10. Conversió a servei del sistema operatiu: Creació d’un servei per a garantir
que el sistema estarà sempre executant-se en els ordinadors esclaus i també per a
poder-ho parar fàcilment sempre i quan ho necessitem.
11. Altres sistemes operatius: Portar el sistema a altres sistemes operatius com ara
Android i Windows(7 i 8), en aquesta fase en funció de les eventualitats i desviaci-
ons de la planificació es farà una conversió més o menys complerta a aquests altres
sistemes operatius.
12. Documentació: Documentar les dues fases anteriors i donar-li forma a tot el do-
cument i al mateix temps preparar la defensa del projecte.
13. Hardware PiPad: Creació de la tauleta Pipad, el que significa obtenció i mun-
tatge de tots els elements, configuració d’aquests, i realització d’un estudi a l’hora
de triar una bateria per a alimentar la Pipad.
14. Documentació Hardware PiPad: Documentació de la tasca anterior.
3.2 Pla d’acció per a eventuals desviacions
Per a corregir possibles desviacions en el projecte la part de portar el sistema a altres pla-
taformes (Windows,Android) té dues possibles resolucions una que requereix tant temps
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Tasca Recursos Duració estimada(dies) Dependències
1 N/A 1 -
2 Ordinador 17 1
3 Ordinador 3 2
4 Ordinadors, Switch 32 3
5 Ordinador 3 4
6 Ordinadors, Switch 17 5
7 Ordinador 3 6
8 Ordinador 35 7
9 Ordinador 3 8
10 Ordinador 10 9
11 Ordinador, mòbil amb Android 55 10
12 Ordinador 10 11
13 veure secció 12.1 7 12
14 Ordinador 3 13
Taula 1: Recursos i duració estimada de les tasques
com l’estipulat i una d’altre que en requereix un 33% menys, de tal manera que si al
arribar a aquesta fase el temps és un problema es pot guanyar una mica de temps en
triar la solució que consumeix menys temps per així complir les dates marcades.
En les reunions amb el director aquest oferirà consells i recomanacions per a intentar
ajustar-nos al temps i a la planificació.
En el moment de la fita intermitja no hi han hagut masses desviacions, s’han acabat
les tasques de Disseny del sistema, Aplicació gràfica, Enviament esdeveniments xarxa i
estàn en procés les tasques de emulació del sistema d’entrada i captura d’esdeveniments,
i també s’ha avançat una mica de la part de Altres sistemes operatius, per tant de
moment s’esta cumplint amb la planificació, tot i que l’estic portant mes en paral·lel del
que esperava, no hi ha cap senyal de que en el futur no es compleixi amb la planificació,
però en el cas de que hi hagi alguna eventualitat com ja s’ha dit anteriorment la part de
portar a d’altres sistemes operatius es podria escurçar.
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3.3 Diagrama de Gantt
Figura 4: Diagrama de Gantt de la planificació
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4 Pressupost i sostenibilitat
Per a dur a terme el projecte es necessiten tots els recursos especificats en la planificació
entregada en el document anterior, en aquest document s’especifica el cost de tots aquests
recursos així com la viabilitat econòmica del projecte i la seva sostenibilitat, que és
desglossa en l’impacte social i mediambiental d’aquest mateix.
4.1 Pressupost del projecte
En aquest projecte els costos són de dos tipus, els de desenvolupar la tauleta i el software,
fase en el qual bàsicament es consumiran recursos humans, i els de construir la tauleta, en
el qual es consumiran recursos materials majoritàriament, així doncs s’ha dividit aquest
document en dues seccions, la de recursos humans i la de recursos materials.
4.1.1 Recursos humans
Durant el projecte es realitzaran diferents tipus de rols, tots realitzats per la mateixa
persona, però són considerades feines diferents, i en conseqüència pagades a diferent preu,
després d’especificar cada tipus de rol s’exposa quantes hores de cada rol es realitzen així
com el seu preu per hora podent així calcular el cost en recursos humans amb una senzilla
taula que s’inclou just després de l’especificació de rols dins del projecte.
• Responsable del projecte: És qui s’encarrega de documentar tot el projecte i
exposar-lo a terceres parts així com decidir que fer i quan fer-ho, també és l’encar-
regat de garantir la correcta finalització del projecte en si.
• Dissenyador: És qui s’encarrega de dissenyar el software i el hardware del projecte
així com fer recerca sobre les parts que es desconeixen.
• Programador: És l’encarregat de programar l’aplicació gràfica i el SER.
• Tècnic electrònic: És l’encarregat de muntar el hardware, i qui s’encarrega de triar
components electrònics per a la Pipad.
Rol Preu (AC/hora) Temps (hores) Subtotal (AC)
Responsable projecte 40 50 2000
Dissenyador 30 164 4920
Programador 30 200 6000
Tècnic electrònic 30 14 420
Total 13340
Taula 2: Cost recursos humans
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4.1.2 Recursos materials
El consum de recursos materials en aquest projecte, es divideix en dues fases, la fase de
creació del SER, en la qual els recursos només s’utilitzen, i la fase de creació de la Pipad,
en la qual la majoria de recursos s’empren per a construir la Pipad en si mateix
Material Subtotal (AC)
Ordinador 60
Router wifi 3
Soldador 2
Raspberry Pi B 34
Tarjeta SD 8GB 10
Controlador pantalla LVDS 40
Pantalla LVDS 15.4" 60
Stick wifi USB 8
Cable energia Raspberry 3
Cable energia Controlador-Raspberry 2
Altaveus 10
Cable HDMI 5
HUB USB 2.0 5
Sistema d’alimentació del sistema 12
Bateria del sistema 30
Total 284
Taula 3: Despesa en recursos materials
El preu dels tres primers elements de la llista és més baix del que hauria de ser, això és
ja que se’ls hi ha aplicat una amortització de 12 mesos que es aproximadament la duració
d’aquest projecte, en tots els altres elements no se’ls hi ha aplicat, ja que formen part de
la Pipad, és a dir no es podrien aprofitar per a realitzar d’altres projectes, l’amortització
doncs s’explica en la taula següent:
Material Preu (AC) Amortització (AC)
Ordinador 600 60
Router wifi 30 3
Soldador 20 2
Total 650 65
Taula 4: Amortització en recursos materials
4.1.3 Despeses totals
A totes les despeses del projecte hi hem d’aplicar IVA, que actualment és d’un 21% sobre
el preu del producte, per a calcular el cost total final del projecte es fa servir la taula
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següent.
Concepte Total (AC)
Recursos humans 13340
Recursos materials 284
Total 13624
Total+IVA 16485,04
Taula 5: Despeses totals
4.2 Viabilitat econòmica
La viabilitat econòmica del projecte està assegurada sempre i quan és segueixi la plani-
ficació, i en cas de què això no fos del tot possible perquè aparegués un impediment o
complicació, llavors efectuar el pla d’acció preparat per a tal situació.
A més a més, vist des de un punt de vista de negoci lucratiu, si s’aconsegueix prou
d’impacte social, el qual explicarem més endavant, es podria arribar a cobrir els costos del
projecte en treure al mercat la Pipad, però això tampoc és la intenció d’aquest projecte,
el que s’intenta en aquest projecte és tenir una eina adequada per a una situació en
concret.
4.3 Sosteniblitat del projecte
4.3.1 Impacte social
Tot i que la intenció del projecte no és crear un gran impacte social, Pipad en estar
enfocada a un mercat molt concret de persones, si esdevé coneguda en l’entorn en el qual
està emmarcada, causaria un gran impacte social, ja que és quelcom innovador i fet a
mesura per persones que els hi encanta la tecnologia, i està pensat per a persones amb
aquest mateix interès.
4.3.2 Impacte medioambiental
No és l’objectiu principal d’aquest projecte el fer quelcom respectuós amb el medi ambi-
ent, però en certa manera indirectament s’aconsegueix a causa del fet que si un fa servir
SER amb la Pipad, no li cal tenir cap sistema d’entrada físic perquè Pipad tindrà una
aplicació gràfica la qual es podrà usar com a sistema d’entrada virtual, d’aquesta manera
ens estalviaríem de comprar cap sistema d’entrada físic, per tant se’n fabricarien menys,
la qual cosa és beneficiosa per al medi ambient.
4.3.3 Rendició de comptes
No es persegueix aquest objectiu, però per avaluar l’impacte en el medi ambient es podria
tenir un comptador de quants teclats es deixen de fabricar al fer servir el SER.
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5 Disseny aplicació
En aquest apartat de la realització del TFG, el que s’ha realitzat és un conjunt de dues
aplicacions, el mestre i el client, el mestre es el que captura o emula esdeveniments d’en-
trada del sistema operatiu i els envia per la xarxa, mentre que el client es el programa
encarregat de rebre aquests mateixos esdeveniments i emular-los en el sistema operatiu.
Un programa mestre pot enviar esdeveniments a un o mes programes clients i un
programa client pot rebre esdeveniments des de varis programes mestres com podem
veure en la figura 5.
Figura 5: Connexions possibles entre clients i mestres
En aquesta etapa no explicarem el protocol de la xarxa i tampoc com atrapem i ges-
tionem els esdeveniments del sistema operatius, això es cobrirà en apartats posteriors.
En les següents seccions parlarem del disseny del programa mestre i la seva interfície
gràfica i del disseny programa client, desprès de la especificació d’aquests ajudada per
un diagrama de classes, i finalment donarem una breu explicació de la implementació.
5.1 Programa mestre
El programa mestre serà l’encarregat de capturar o emular els esdeveniments del sistema
operatiu, processar-los i enviar-los cap a un o varis programes clients, per tant el que
s’espera de ell es el següent:
• Ha de disposar de una interfície gràfica per a emular diversos sistemes d’entrada de
dades, en el nostre cas aquests són tres, teclat, trackpad i tauleta gràfica.
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• Ha de ser capaç de trobar els clients en una xarxa local i connectar-se a ells
• Ha de poder codificar esdeveniments del sistema operatiu i enviar-los per la xarxa
• Ha d’oferir una eina per a poder seleccionar a quins clients enviem el missatge
La interfície del programa principal està dividida en 4 seccions les quals es trobaran
cadascuna d’elles en un pestanya diferent, Teclat, Trackpad, Tauleta gràfica i Opcions,
cada una de elles representa un dispositiu el qual volem emular, excepte les Opcions que
és una pantalla per entrar diferents configuracions al programa, tot seguit explicarem
cada una de elles per separat.
5.1.1 Teclat
La pantalla del teclat es on tenim un teclat virtual per a poder enviar pulsacions de teclat
als programa clients que tinguem configurats, el teclat que porta el programa per defecte
es un teclat amb disposició de teclat semblant a un teclat estàndard espanyol, per a dis-
senyar em vaig basar en el teclat de un netbook ja que aquest es força compacte, ja que
estem bastant limitats per la mida de la pantalla. El teclat serà però tal i com li haguem
indicat mitjançat un arxiu de configuració, en l’apartat d’implementació explicarem la
seva sintaxis per a que pugui ser modificada per l’usuari. Aquesta funcionalitat li do-
na llibertat al usuari de col·locar les tecles que mes usi en posicions mes còmodes per a ell.
Figura 6: Imatge de l’apartat del teclat
Com podem observar en la figura 6 algunes tecles com ara inicio, fin, Impr Pant,
etc... han sigut recol·locades en posicions que es podrien considerar, estranyes, això es
degut a que potencialment tenim poc espai en la pantalla hem de col·locar les tecles de
la manera mes optima possible, i aixo implica que algunes de les tecles (idealment les
menys usades) estiguin en posicions estranyes, tot es per a millorar la usabilitat del teclat
en si mateix, aquest teclat es forma a partir de un fitxer de configuració llegit a disc, es
a dir que qualsevol pot crear el seu propi fitxer de configuració per a tenir el seu propi
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teclat, com hem dit a la part d’especificació entrarem més en detall sobre aquest fitxer
de configuració.
Com també es pot veure en la imatge sembla que hi falti informació en el teclat, com
per exemple les tecles dels números no tenen cap símbol a dalt seu com és habitual en un
teclat estàndard, això és perquè els símbols tan sols apareixen en quan el modificador es
premut, per exemple, per exemple, si volem introduir el caràcter @ hauríem de prémer
la tecla Alt Gr en combinació amb la tecla 2, llavors en el moment en que polsem la
tecla Alt Gr, la tecla 2 es convertirà en la tecla @.
Per a que en tot moment sabem quins modificadors estan activats aquests es marcaran
amb un color més fort o es quedaran enfonsats
5.1.2 Trackpad
Aquí disposarem de una pantalla per a emular el comportament de un trackpad, es a
dir que tenim tres botons per emular els tres botons dels que disposa normalment un
ratolí i una superfície per a poder emular el comportament de un trackpad, es a dir que
el desplaçament del cursor es realitza de la següent manera:
Primer l’usuari fa contacte en el trackpad ,normalment amb el dit, i després, sense aixecar
el dit del trackpad el usuari desplaça el dit per la superfície del trackpad per a fer que
el cursor faci el mateix recorregut per la pantalla, quan ha acabat d’utilitzar el trackpad
aixeca el dit.
Els tres botons han de ocupar una superfície de la pantalla que vagi en funció de
la mida de la mateixa, es a dir posem per exemple un 8% de l’altura i un 100% de
l’amplada, desprès entre ells es repartiran l’amplada de la mateixa manera, els dos botons
dels extrems tindran un 36% cadascú i el central el 28% restant com es pot veure en la
figura 7.
Figura 7: Imatge de l’apartat del trackpad
5.1.3 Tauleta gràfica
En aquest apartat el que s’intenta es emular el comportament de una tauleta gràfica,
aquests dispositius es comporten de la mateixa manera que una pantalla tàctil, cada
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punt de contacte te correspondència amb un punt de la pantalla, per tant en aquest
apartat s’espera que cada punt de la pantalla del emissor es correspongui en un punt de
la pantalla del receptor, les tauletes gràfiques disposen d’un estilet, en aquest cas per a
suplir la falta d’aquest, s’han incorporat tres botons al costat de la superfície que s’uti-
litzarà per a emular la superfície de la tauleta gràfica.
Els tres botons seguiran les mateixes proporcions que les explicades en l’apartat del
trackpad però en aquest cas en vertical endemés de horitzontal com es pot observar en
la figura 8.
Figura 8: Imatge de l’apartat de la tauleta gràfica
5.1.4 Opcions
En aquest apartat hi trobarem totes les opcions de configuració i d’aparença del programa
així com la llista de clients del programa
Figura 9: Imatge de l’apartat d’opcions
Com podem veure en la figura 9, hi han dos grups bàsics de controls, aquells que
s’encarreguen del clients i aquells que s’encarreguen de la part gràfica del programa.
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En la part gràfica el ’slider’ que s’encarrega de la transparència sortira desactivat si
el nostre sistema de finestres no suporta la transparència.
En la part de clients podem veure una llista que s’omplirà cada vegada que premem
el boto corresponent, aquí podrem seleccionar a quins clients se’ls hi envia la informació
del teclat, tauleta o trackpad, segons l’apartat en el qual estiguem.
5.2 Programa client
El programa client és l’encarregat de rebre els esdeveniments de entrada a traves de la
xarxa i emular-los, per tant el que s’espera del seu comportament es el següent:
• Ha de ser capaç de connectar-se amb un o més programes mestres
• Ha de ser capaç de rebre esdeveniments codificats del programa mestres i descodificar-
los
• Un cop tingui un esdeveniment del programa mestre descodificat ha de ser capaç
d’emular-lo
Per a dissenyar aquest programa vaig seguir una màxima molt clara:
Ha de ser completament automàtic.
El que implica aquesta sentència es el següent:
• No ha d’esperar cap entrada.
• Ha de funcionar sense arxius de configuració, i en cas de que aquests existeixin no
han d’interferir amb funcionalitats clau del programa.
• No ha de necessitar paràmetres d’entrada per a funcionar
• En cas de que algun paquet esperat per la xarxa no arribi no ha de suposar que
aquest programa es quedi penjat.
Tot aquest esforç en automatitzar aquest programa es per a que acabi convertit en
un servei del sistema operatiu com ara podria ser el dimoni de ssh que ens serveix per a
connectar-nos a les maquines remotament, per exemple si tenim una maquina connectada
a la nostra televisió i usem aquesta maquina per a reproduir pel·lícules des del sofà, el
ultim que volem es haver-nos de aixecar a arrencar el programa per a moure el ratolí
remotament, volem que aquest arranqui ell sol al arrancar la maquina.
Per tant part del disseny de aquesta aplicació també es convertir-la en un servei del
sistema operatiu que arranqui automàticament amb el sistema operatiu.
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6 Especificació aplicació
En aquest apartat explicarem l’especificació dels dos programes, mestre i client, i també
justificarem perquè s’ha triat aquesta arquitectura del software, tota aquesta explicació
serà acompanyada per un diagrama de classes per a poder veure visualment tot el que
estem explicant.
6.1 Programa mestre
El programa mestres es composa de 6 classes diferents, cadascuna d’elles amb una funci-
onalitat diferent, a sota s’inclou un diagrama de classes per a veure com s’interrelacionen
entre elles.
Figura 10: Diagrama de classes del programa mestre
La classe principal es l’anomenada Finestra, aquesta es la classe que conté la funció
main(), es a dir que es el punt d’entrada de la nostre aplicació.
La classe Finestra conté un conjunt de classes per a representar els diferents dispositius
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emulats, en el nostre cas les següents:
• Teclat: Es la classe que farem servir per a emular un teclat, com es lògic un teclat
estarà composat de moltes tecles, les quals representarem amb la classe Tecla, el
teclat contindrà un atribut anomenat layoutFile, que es el nom i ruta del fitxer el
qual contindrà la nostra configuració del teclat, el qual contindrà la següent infor-
mació:
– Disposició de les tecles.
– Mida relativa de cada tecla.
– Títol o imatge per a cada Tecla.
– Caràcter el qual representa.
Per tant, el fitxer apuntat per layoutFile contindrà una representació textual de
totes les instancies de la classe Tecla que contindrà la classe Teclat. En el moment
en el qual premem una tecla volem que el caràcter que representa sigui enviat al
programa mestre a traves de la xarxa, per tant des de la classe tecla, cridarem a
una funció de la classe teclat per a enviar la pulsació de teclat a qui correspongui
amb la informació necessària, qui a la mateixa vegada cridara a una funció de la
seva classe pare, qui s’encarregarà de fer-ho.
• Trackpad: Aquesta classe la utilitzarem per a simular el comportament de un
trackpad, per tant volem que el seu comportament sigui el següent: Quan es premi
qualsevol dels tres botons dels que disposarà la interfície s’envii per la xarxa l’es-
deveniment de ratolí corresponent, es a dir si es prem el botó de l’esquerra s’envii
per xarxa el clic principal del ratolí, si es prem el boto de la dreta s’envii el clic de
la dreta, i també amb el del mig. Per el que fa al moviment del cursor es farà de la
següent manera, quan es cliqui per primera vegada la zona que emula el trackpad
en si mateix, no s’ha d’enviar res per xarxa, però en el moment en que estant el
botó del ratolí encara premut i el cursor es mou per la pantalla hem d’enviar el
mateix esdeveniment per la xarxa, es a dir un desplaçament relatiu del cursor, se-
guirem amb aquest comportament fins que el ratolí deixi de estar premut. També
s’implementarà el fet de que si es un clic ràpid s’interpreti com si s’hagués premut
el botó esquerra del ratolí.
• Tauleta gràfica: La classe Tauleta gràfica, s’empra per a emular el comportament de
una tauleta gràfica, es a dir, a cada punt de la zona que s’utilitza per a la emulació
li correspon un punt de la pantalla del client, per tant cada esdeveniment serà
enviat directament al client, ja que no es necessita guardar cap tipus de informació
històrica, com ara per exemple la posició anterior del cursor. Aquesta classe també
disposarà de tres botons per a emular els diversos botons de un ratolí, i endemés
es poden deixar polsats aquests mateixos botons per a forçar a que el clic normal
en la superfície pugui ser de un tipus de clic o de un altre.
25
Per altre banda la classe Emiter es la encarregada de realment enviar els missatges a
traves de la xarxa, aquesta classe es inicialitzada amb un canal de comunicació ja obert
per la classe Finestra, disposarem de tantes instàncies de Emiter com clients haguem
detectat, però tan sols els hi enviarem les pulsacions a aquells que tinguem seleccionats
en la llista de clients. No entro en mes detall sobre aquesta classe ja que al ser la que
s’encarrega del tema de la xarxa ja serà completament explicat en la secció del protocol
de xarxa.
L’únic que ens falta descriure es la pantalla de opcions, la qual no te una classe per
a si sola, estarà integrada en la classe Finestra, ja que les opcions que volem modificar
afecten a tot el programa i en conseqüència el millor que es pot fer es que estiguin en la
classe de la qual surten totes les altres, en aquesta pantalla es controlarà la transparència
de la finestra, la llista dels clients i d’altres opcions de funcionament i visualització del
programa.
La decisió de crear una classe per a cada un dels dispositius d’entrada que volem
emular es motivada per a la possible introducció de simuladors nous de sistemes d’entrada,
ja que si cada un d’ells està en una classe diferent es pot ampliar simplement afegint noves
classes que ampliïn la seva funcionalitat.
6.2 Programa client
Figura 11: Diagrama de classes del programa client
Com es pot observar en la figura superior, el programa client disposa de 3 classes
diferents, la classe la qual implementa la funció main(), es la classe Client, que serà
també l’encarregada de recollir els paràmetres de configuració de l’aplicació, com ara
el nom de la màquina i el port. Un cop els paràmetres estiguin recollits i processats,
el programa client crearà una instància de la classe Listener, el qual serà l’encarregat,
com el seu nom deixa veure, de escoltar en totes les interfícies a l’espera de una petició
de connexió, en quan aquesta arribi realitzarà tots els pasos per a connectar amb el
programa mestre i un cop ho hagi aconseguit crearà una instància de la classe Receiver
donant-li com a paràmetre la connexió ja establerta. En el moment en que un programa
mestre es vulgui connectar al nostre programa, la classe Listener crearà una instància de
la classe Receiver, la qual serà la encarregada de comunicar-se amb el programa mestre,
descodificar els missatge que aquest li envii i finalment interactuar amb el sistema operatiu
per a dur a terme les ordres que el programa mestre li hagi enviat.
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7 Implementació de l’aplicació
El programa es realitza amb el llenguatge de programació Java, ja que es amb el que
mes còmode em sento a l’hora de realitzar la interfície gràfica per a el programa, i en cas
de que es necessiti alguna implementació depenent del sistema operatiu es pot fer servir
un programa en C en conjunt amb l’anomenat JNI(Java Native Interface), que es com
s’integren llibreries de sistema amb programes en Java.
El fet de que Java s’executi dins d’una màquina virtual no es un problema per al
nostre programa ja que no requereix de molt poder de computació i justament el fet
de que s’executi a dins de una màquina virtual ens ajudarà a quan haguem de portar
el programa entre varis sistemes operatius, ja que tan sols caldrà re-compilar les parts
dependents del sistema operatiu, les quals esperem que siguin poques, el programa es
troba empaquetat en .jar per a potenciar la seva portabilitat.
Aquest software es de codi lliure, aquest és l’enllaç al repositori git https://github.
com/uriviba/tfg
El codi font del programa s’estructura en dos paquets diferents el client i el master, i a
dins del paquet client també hi trobem el paquet native, a dins del qual trobem el codi
font en C per a injectar caràcters en una terminal concreta.
Per a compilar per exemple el client podem fer servir el següent grup de comandes:
javac client/Receiver.java
javac client/Listener.java
javac client/Client.java
jar cfe client.jar client.Client client.Client.class
client.Listener.class client.Receiver.class client/native
En la carpeta base del codi font hi trobem un arxiu Makefile per a compilar els dos
programes per a més facilitat del usuari.
7.1 Programa mestre
Les parts a destacar de la implementació del programa mestre són les següents:
7.1.1 Creació del teclat
El teclat es generat de manera processal a partir de un arxiu de configuració el qual
expliquem tot seguit la seva sintaxis: El arxiu de configuració disposa de blocs de text
separats per la paraula clau NEWLINE, aquests blocs de text representen una fila de
tecles, cada una de elles representada per una línia de text, i cada una de aquestes línies
disposa de 8 camps. tot seguit podrem veure un extracte del arxiu i després l’expliquem
camp per camp.
F8,F8,F8,8,8,8;2,1
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F9,F9,F9,9,9,9;1,1
F10,F10,F10,10,10,10;1,1
F11,F11,F11,11,11,11;1,1
F12,F12,F12,12,12,12;1,1
NEWLINE
º,ª,\,13,14,15;1,1
1,!,|,16,17,18;1,1
2,",@,19,20,21;1,1
3,·,#,22,23,24;1,1
El primer camp representa el Text que es veurà en la tecla si no hi ha cap modificador
premut, el segon si tenim el Shift premut, i el tercer es el títol de la tecla si tenim el Alt
Gr premut, això es per el que fa els títols de les tecles. Agafant el exemple de la tecla 2
podem veure que en efecte si premem Shift apareixen les dobles cometes y en canvi si el
modificador actiu en aquest cas es el Alt Gr visualitzarem la @ en la disposició de teclat
espanyol.
El següents tres camps es tracta del caràcter ASCII que s’enviarà a través de la xarxa,
el primer correspon a estat de repòs, es a dir si no hi ha cap modificador premut, el segon
es correspon al modificador Shift i el tercer es correspon al caràcter que s’enviarà si el
modificador Alt Gr està premut.
Els últims dos camps indiquen la alçada i amplada relativa amb les altres tecles, es a
dir que es sumen totes les mides relatives de totes les tecles, i llavors es reparteix la mida
en píxels disponible entre totes les tecles en funció de la seva mida relativa.
En cas de que es vulgui deixar un espai buit, per a que una tecla no es cavalqui
sobre una d’altre o simplement perquè ens ve de gust tenir un forat en el nostre teclat
virtual existeix l’etiqueta EMPTY, la qual ens serveix per a aquest propòsit, en l’espai
en el qual col·loquem aquesta etiqueta allà hi anirà a parar un espai buit de dimensions
especificades de la mateixa manera que amb les altres tecles.
7.2 Programa client
La part mes important de la implementació del programa client es la referent a la que
implementa la simulació dels esdeveniments d’entrada del sistema operatiu. Això s’a-
consegueix enviant ordres al encarregat de representar la interfície gràfica del sistema
operatiu, ens podem comunicar amb aquest si usem la classe de Java Robot(es poden
veure més detalls a la secció 9.1), la qual fem servir en la classe Receiver, qui a part de
rebre les ordres del programa mestre i descodificar-les també es l’encarregat de comunicar-
se amb el sistema operatiu per a fer que aquestes ordres del programa mestre es dugin
a terme. En cas de que el ordinador no disposi de interfície gràfica haurem de realitzar
d’altres tècniques de les quals en parlarem en la secció Emulació sense entorn gràfic.
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8 Xarxa
En aquesta secció del document descriurem tot el referent a la part de la xarxa del treball,
es a dir parlarem del protocol de xarxa que fa servir la aplicació SER per a comunicar-
se entre mestres i clients. Per a tot el protocol quan es parla de missatges ens referim
a paquets enviats mitjançant sockets en una xarxa d’àrea local. Aquest protocol ens
permetrà establir la connexió entre mestres i clients així com ser capaços d’enviar i rebre
esdeveniments d’entrada codificats per a en definitiva que el mestre pugui enviar ordres
al client, i finalment la desconnexió entre mestres i clients. El protocol es divideix en 4
fases:
1. Cerca de clients potencials
2. Connexió
3. Transferència de missatges
4. Desconnexió
A la figura 12 podem veure un esquema del protocol de connexió i tramesa de dades entre
un client i un mestre del SER
8.1 Cerca de clients potencials
El que es vol potenciar en aquest apartat es el fet de que en cap moment l’usuari hagi
d’introduir cap direcció IP de forma manual, que el software sigui l’encarregat de desco-
brir aquestes direccions IP e integrar-les al programa automàticament, que per l’usuari
connectar-se amb un client estigui a un clic de dificultat.
Per a realitzar això s’utilitza un missatge anomenat Name, aquest missatge l’envia el
mestre per a aconseguir tots els noms i direccions IP dels clients que hi ha connectats a
la mateixa xarxa que ell mateix i al mateix temps anunciar el seu nom a la xarxa.
Degut a que no coneix cap IP dels seus clients aquest missatge ha de anar adreçat a
tots els clients possibles.
Tenint en compte aquestes dues afirmacions el que es va decidir es enviar un missatge
del tipus UDP en broadcast en la mateixa xarxa en la que ens trobem, de manera que la
rebi tothom que estigui escoltant el port(decidit de manera estàtica que sigui el número
8888, podrà ser canviar però si es passa com a paràmetre d’entrada del programa) en el
qual enviem el nostre missatge, i si el programa que està escoltant en aquest port es un
programa client rebrà el nostre nom i en podrà respondre’ns amb el seu nom, aquesta
resposta també serà tramesa mitjançant UDP, però tindrà un únic receptor, el programa
mestre, i l’únic que contindrà serà una cadena de text amb el nom del client i el port en el
qual està esperant una connexió, amb aquest informació podem omplir la llista de clients
potencials, i també obtindrem la IP corresponent a cadascun dels clients, ja preparats
per quan haguem de fer la primera connexió.
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Figura 12: Protocol connexió SER
8.2 Connexió
Per a realitzar la connexió sols hem d’obrir un socket en la direcció que tenim guardada
en la llista de clients potencials, i en el port que tenim guardat en aquesta llista també.
Tots els missatges a partir d’ara han d’anar precedits del nom del programa mestre per
a verificar que no s’hi ha connectat un socket que no toca ja sigui per error o de manera
malintencionada.
8.3 Transferència de missatges
La transferència de missatges es a on es codifiquen i descodifiquen els esdeveniments del
sistema d’entrada bàsicament diferenciem dos tipus de missatges:
8.3.1 Cursor
Aquest tipus de missatge li indiquen al client dos tipus diferents de esdeveniments, el
primer es que ha de moure el cursor en una posició absoluta o relativa, els valors de x
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e y que hi han just després al missatge són els valors de x e y, relatius o absoluts els
quals haurà de moure el cursor, l’altre tipus de esdeveniment relacionat amb el ratolí es
la pulsació dels botons de aquest mateix i aquest poden ser polsats o deixats anar. En
la figura 13 podem veure la representació gràfica d’un missatge.
Figura 13: Missatges de Ratolí
La única diferència que tenen el trackpad i la tauleta gràfica, es que el primer usarà
moviments relatius a la nostra posició actual mentre que els del segon seran absoluts, per
a diferenciar aquests dos farem servir el camp ABS/REL
Els botons del cursor es codifiquen fent servir una màscara de bits la qual contindrà
el boto esquerra, el central i el dret. Per a representar la roda del ratolí es codificarà com
a dos botons més, un per el desplaçament cap a amunt i un d’altre per al desplaçament
cap avall.
8.3.2 Teclat
Aquest tipus de missatge li indica al client que ha de emular un tipus de esdeveniment
del tipus teclat, es a dir que ha d’emular el fet de prémer o deixar anar una tecla del
nostre teclat, l’estructura que segueix el missatge es la que podem veure en la figura 14
Figura 14: Missatge de teclat
El camp Press/Release representa si la tecla ha estat premuda o deixada anar i el
KeyCode es el caràcter ASCII de la tecla en qüestió.
8.4 Desconnexió
Aquest missatge es usat per a informar el client que ha de tancar la connexió amb el
programa mestre ja sigui perquè el usuari aixi ho ha decidit o perquè el programa mestre
està essent tancat.
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9 Emulació
En aquest apartat s’explica l’emulació d’esdeveniments d’entrada en el programa client, o
dit en altres paraules: com s’han implementat les funcions les quals permeten al programa
client interactuar amb el sistema operatiu seguint les directrius enviades per el programa
mestre.
En aquest context s’han considerat dos contexts diferents: si el programa client s’e-
xecutava en un entorn en el qual disposava d’entorn gràfic o si no disposava de aquest,
com per exemple passa amb servidors i d’altres màquines.
9.1 Emulació amb entorn gràfic
En el cas de que disposem d’entorn gràfic ens podem aprofitar de que existeix una classe
de la llibreria AWT de Java anomenada Robot[24], la qual genera esdeveniments del
sistema d’entrada natiu, amb la qual cosa podem fer servir aquesta classe per a emular
els esdeveniments del sistema d’entrada. S’ha de definir com realitzarem la emulació dels
dos dispositius bàsics, el cursor i el teclat.
9.1.1 Cursor
Per a emular el cursor en pantalla, usarem les següent funcions classe Robot:
• mouseMove(x,y) Mou el cursor per la pantalla, les coordenades x e y son coorde-
nades en píxels de la pantalla, es a dir, que haurem de obtenir la resolució de la
pantalla, i fer les transformacions adequades. Per al cas del trackpad, degut a que
els desplaçaments són relatius al punt a on ens trobem també haurem d’obtenir la
posició actual del cursor, i aplicar-li el desplaçament relatiu que ens ha arribat per
xarxa.
• mousePress(botons) Simula prémer els botons que estan codificats a dins de la
variable botons, cada bit representa un botó diferent.
• mouseRelease(botons) Es la funció inversa a la anterior simula el deixar de prémer
els botons codificats dins de la variable botons.
• mouseWheel(desp) Aquesta funció s’encarrega d’emular el desplaçament de la roda
del ratolí, nombre positius indiquen desplaçaments de la roda cap al usuari, mentre
que desplaçament amunt, o allunyats del usuari es codifiquen amb nombres més
petits que 0.
9.1.2 Teclat
Per a emular el teclat en el cas de que disposem de interfície gràfica es fan servir les
següents funcions de la classe Robot:
• keyPress(keycode) Aquesta funció de la classe Robot es l’encarregada de emular
un esdeveniment de pressió de teclat.
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• keyRelease(keycode) Aquesta funció de la classe Robot es la que emula l’esdeve-
niment que ocorre quan deixem de prémer una tecla.
Simplement amb aquestes dos funcions ja podem emular tot el funcionament de un teclat,
ja que es simplement com l’usem, premem i deixem de prémer tecles.
9.2 Emulació sense entorn gràfic
En el cas de que no disposem d’entorn gràfic s’ha de tenir en compte les següents direc-
tives:
• No ens cal tenir en compte la emulació del cursor ja que no es visualitzarà en
pantalla, per tant emular-lo no seria massa útil.
• Només tindrem en compte el sistema operatiu Linux, ja que els altres sistemes
operatius considerats per al projecte (es poden consultar a la secció 11 ) o bé no
disposen de la possibilitat de existir sense entorn gràfic, o són tan poques màquines
les que l’usen d’aquesta manera que no es necessari considerar-lo.
• El programa client serà executat amb privilegis de super-usuari, això ho podem
garantir gràcies a la secció Conversió servei sistema operatiu.
Arribats a aquest punt hi ha quelcom clar, hem de interactuar amb els dispositius ano-
menats tty’s, que són les terminals que utilitza Linux per a interactuar amb l’usuari en el
cas de no disposar d’interfície gràfica, i si no tenim en compte consoles a través de ssh o
de cable sèrie i derivats. Aquestes tty’s acostumen a ser 6, de la 1 a la 6, i un pot navegar
entre elles amb la combinació de tecles Ctrl + Alt + FX essent X el numero de la consola
la qual es vulgui visualitzar. Això ens presenta tres incògnites: Com interactuem amb
les terminals? Amb quina terminal hem de interactuar? Ho podem fer en Java?
9.2.1 Interacció amb la terminal
Per a interactuar amb la terminal el primer que podria pensar un es en obrir el dispositiu
i escriure-hi. Aquesta primera aproximació no funcionaria ja que estaríem escrivint a la
sortida estàndard de aquesta terminal, amb la qual cosa no produiria cap tipus d’efecte
a la màquina la qual estiguem connectats, el que necessitem es escriure al seu buffer
d’entrada.
Per tant el primer pas a realitzar es obrir el dispositiu per a escriure-hi com a mínim.
Un cop tinguem obert el dispositiu terminal, hem de usar la funció ioctl tal i com ens diu
el manual de Linux [22] amb el paràmetre primer essent el dispositiu ja obert, el segon
la constant TIOCSTI i el tercer la direcció de memòria on resideix el caràcter que volem
injectar al buffer d’entrada de la terminal. I finalment ens caldria tancar-lo.
Tot seguit es pot veure un codi en C a on s’escriu a la terminal /dev/tty3 el caràcter
’a’.
char c = ’a’;
int fd = open("/dev/tty3",O_WRONLY);
ioctl(fd,TIOCSTI,&c);
close(fd);
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9.2.2 Elecció de la terminal
Per a decidir amb quina terminal hem de interactuar el més fàcil seria que el sistema
operatiu ens digues quina terminal esta visualitzant el usuari.
Llavors cada vegada que volem escriure a la terminal que esta visualitzant el usuari
simplement hauríem de consultar aquesta dada i manipular aquesta terminal convenient-
ment com hem explicat a la secció 9.2.1.
Justament Linux en ofereix un alias per a referir-nos a la consola que actualment està
visualitzant l’usuari, per tant triar a quina terminal escriure es tant senzill com triar
sempre aquesta, que es la tty0.
9.2.3 Es possible en Java?
La resposta a aquesta pregunta en senzillament no.
Però justament per a aquestes situacions existeix Java Native Interface (JNI), es una
interfície per a poder cridar a funcions escrites en C des d’un programa escrit en Java[23].
Per a usar JNI hem de seguir els següents passos:
1. Hem de declarar en el nostre codi Java les funcions en C a les quals cridarem.
Aquestes funcions s’anomenen natives ja que s’executen directament sobre la mà-
quina en la que executem i no sobre la màquina virtual de Java. En el nostre cas
seran les tres següents:
private native int open_term(String term);
private native int write_char(int fd,char c);
private native void close_term(int fd);
2. Creem un fitxer de capçaleres en c, Java disposa d’una eina per a crear automàti-
cament aquests fitxers anomenada javah, aquesta eina busca en el directori actual
la classe que se li passi per paràmetre i genera el fitxer de capçaleres.
3. Al implementar el codi en c s’han de incloure dues llibreries com a mínim, la que
acabem de generar, i la llibreria jni.h.
4. Al compilar el nostre codi, es important que el compilem com a un objecte compartit
per a que pugui ser carregat per la màquina virtual de Java, i que el nom del fitxer
comenci amb lib i acabi amb .so.
5. Finalment hem de incloure la carpeta on està aquesta llibreria al conjunt de rutes de
la màquina virtual de Java, concretament es la variable s’anomena java.library.path,
i per a fer servir la llibreria la hem carregar amb la funció System.loadLibrary(String
libraryName);
En la part d’implementació hem de tenir en compte que cal convertir les cadenes de
caràcters entre la manera com les codifica Java i de la manera en que les codifica C, això
ho podem fer amb la funció GetStringUTFChars i la ReleaseStringUTFChars de la classe
JNIEnv.
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10 Conversió servei sistema operatiu
En aquest apartat el que es va fer es un parell de scripts que permeten tractar al programa
client com si es tractés de un servei del sistema operatiu. El primer dels dos scripts
contindrà una sola comanda per a executar el nostre programa en Java, el seu contingut
es el següent:
#!/bin/bash
java -jar /usr/local/SER/client.jar
Aquest script l’únic que necessita són permisos d’execució, que li podem donar amb la
comanda chmod +x. L’altre script es genera a partir de un fitxer anomenat skeleton a
dins de la carpeta /etc/init.d, si s’adapta aquest fitxer amb les variables indicant a on
es troba el script que acabem de crear al començament de aquesta secció i quins parà-
metres necessita per executar-se, llavors podem incloure amb el nostre sistema operatiu
el programa client, això ho podem fer amb la comanda update-rc.d SER defaults.
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11 Adaptació a d’altres sistemes operatius
En aquesta secció del document s’explica com s’ha convertit a d’altres sistemes operatius
el programa SER, o també com es podria fer en el cas de que aquest sistema operatiu no
s’hagi considerat dins del TFG.
Primer de tot l’important es explicar que gracies a que el programa SER ha estat
realitzat amb el llenguatge de programació Java la conversió o més ben dit adequació a
d’altres sistemes operatius es bastant més senzill que si el programa hagués estat realitzat
amb un altre llenguatge de programació com ara C++ o C#.
11.1 Microsoft Windows
Per a fer la conversió a aquest sistema operatiu tan sols s’ha de tenir en compte de no
compilar la llibreria compartida tty_inject, això es pot comprovar mirant la variable
d’entorn de Java anomenada os.name en el moment de realitzar la instal·lació de SER.
11.2 Mac OS X
Tot i que per falta de pressupost no s’ha comprovat que SER funcioni en aquest sistema
operatiu, la seva conversió no hauria de esser mes difícil que la de Microsoft Windows.
11.3 Android
En aquest treball no s’ha considerat de fer la adaptació a Android ja que per a fer això
simplement s’hauria de fer una nova interfície gràfica amb la llibreria d’Android ja que
tots els programes que es realitzen amb el llenguatge de programació Java, per el que
a la part important dels programa no s’hi hauria de fer cap tipus de modificació, en
conseqüència es va decidir que no era part de aquest TFG.
11.4 iOS
No s’ha considerat convertir el programa a aquest sistema operatiu però seria una bona
idea per al futur per a la realització de futurs treballs.
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12 Construcció PiPad
En aquesta apartat explicarem el procés de construcció i configuració de la PiPad, es
un projecte Fes-t’ho tu mateix, que es la versió catalana del més conegut Do It yourself
(DIY) en anglès. Per tant he intentat que la majoria dels elements que composen la
PiPad siguin objectes que tenia a casa o que podia aconseguir de forma gratuïta. Tant
per a que fos un projecte més econòmic com per a que fos mes sostenible i reutilitzar
components que d’altre manera no tenien ús.
Figura 15: Diagrama de blocs de la PiPad
En la figura 15 podem veure que en el diagrama de blocs hi han diferents components
i quina es la connexió entre ells, tot seguit donarem una explicació més detallada de
cadascú d’ells així com la seva configuració.
12.1 Components
Els components necessaris per a construir una tauleta he considerat que són els següents:
1. CPU
2. Memòria RAM
3. Emmagatzematge
4. GPU
5. Pantalla
6. Panell tàctil
7. Bateria
8. WiFi
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9. Sistema de so
Tot seguit s’explica de quins materials disposava a casa a la hora de construir la PiPad
i quins dels components que acabem de llistar cobreixen cadascú d’ells
12.1.1 Raspberry Pi
La Raspberry Pi es considera el centre de la tauleta, ja que realitza el paper de varis
components. La CPU es una ARM1176JZF-S, disposa de 512 MB de Memòria RAM,
disposa de una GPU Broadcom VideoCore IV i una ranura per a una targeta SD per
a usarla com a emmagatzematge, en el cas de la meva Raspberry Pi hi te col·locada
una targeta SD de 8GB, podem veure un diagrama de tots els seus components en la
figura 16. Amb tot això cobrim el paper de 4 components, tot i així si es necessites més
potencia de càlcul, més potència gràfica, memòria RAM o un millor emmagatzematge,
es podria substituir la Rasperry Pi per un altre component més potent com ara una
ODROID XU-3, no s’ha fet servir aquesta última degut a que no disposava d’ella, però
si en el futur es volgués es podria millorar la PiPad substituint aquest component ja que
totes les connexions que utilitzem són connexions genèriques de les quals la majoria de
plataformes disposen, tot i que segurament la part de Bateria, s’hauria d’adaptar una
mica.
Figura 16: Components Raspberry Pi model B
12.1.2 Pantalla
El primer de tot que vaig considerar a la hora de fabricar una tauleta va ser el fet de
disposar de una pantalla suficientment gran, i justament m’acabaven de donar un portàtil
Sony Vaio PCG-3A1M el qual se li havia espatllat la targeta gràfica, per tant tenir-hi
una pantalla connectada no tenia massa sentit, llavors vaig separar el cos del portàtil en
dues parts, la pantalla i la resta, la pantalla me la vaig guardar i el cos del portàtil el
faig servir actualment de servidor web. La pantalla es una pantalla LCD de la marca
Chunghwa [19] model CLAA154WB05AN, un cop coneixia la marca i el model de la
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pantalla vaig començar a buscar alguna manera de connectar-ho a un PC qualsevol, fins
que vaig trobar l’empresa njytouch, la qual es dedica a vendre peces del estil DIY a través
de Ebay[16], al buscar en el seu catàleg vaig trobar justament el que estava buscant, una
placa a la qual podia connectar la pantalla que havia extret del portàtil i a la qual hi
podia connectar VGA,DVI i HDMI. Fins i tot la placa tenia per a connectar altaveus i
un comandament a distància, a la figura 17 podem veure la placa en qüestió, es poden
veure els diferents connector de vídeo i els connector per a connectar-hi els altaveus i
comandament a distància.
Figura 17: Producte M.NT68676.2A de NJYTouch
12.1.3 Panell tàctil
El panell tàctil, un eGalaxTouch resistive touch panel, funciona fent servir el següent
principi: Per a cadascuna de les dimensions possibles, en aquest cas dos, te dos punts
de contacte, un al principi i l’altre al final un a la part de sobre i l’altre a la part de
sota del panell, si no tenim cap punt de contacte el corrent que fluirà entre els dos punts
serà 0. Ara bé en el moment en que premem un punt de la panell les dues superfícies
entraran en contacte i fluirà la corrent entre els dos punts, per a determinar en quin punt
ha ocorregut aixo una de les dues superfícies tindrà certa resistència al corrent elèctric,
llavors mesurant la pèrdua de corrent elèctric podem sabem quan de tros de la superfície
resistiva ha recorregut per tant sabem la distancia que es troba del punt on s’origina el
corrent en la superfície.
Tot aquest càlcul el realitza un xip que incorpora el mateix panel tàctil, aquest xip
també ens treu la informació per USB, en aquest càlcul òbviament s’haurà de tenir en
compte la resolució i mida de la pantalla però això es quelcom que veurem a la secció
Instal·lació sistema operatiu i controladors.
12.1.4 Bateria
Com es pot veure en el diagrama de blocs en la figura X existeix una bateria per a la
Raspberry Pi, aquesta bateria compleix la funció de mantenir la Raspberry Pi activada
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tot i que no tinguem la pantalla connectada a la corrent elèctrica, es tracta de una bateria
externa per a mòbils la qual entrega 5V de tensió i un amperatge màxim de 1A la seva
capacitat màxima es de 3200 mAh en el moment de fabricació, degut al ús que ja havia
sofert abans de aprofitar-la per a la PiPad segurament la capacitat de la bateria s’hagi
vist reduïda.
Aquesta bateria esta connectada al mateix temps a la placa que ens permet usar la
pantalla de portàtil com a monitor, de manera que sempre que tinguem la pantalla encesa
la bateria es carregarà.
La pantalla no s’alimenta de una bateria també degut al cost de la bateria necessària
per a alimentar la pantalla.
12.1.5 WiFi
Per a proveir a la tauleta de connectivitat WiFi vaig comprar un adaptador WiFi D-
link[20], aquest es connecta per USB a la Raspberry Pi, vaig triar un adaptador de la
marca D-link degut a que es una marca que porta molt temps al mercat i així m’assegurava
de no tenir cap problema a la hora de instal·lar-lo com ara que faltessin els controladors
o no fossin suportats per a ARM.
12.1.6 Altaveus pantalla
Degut a que el adaptador de la pantalla disposava de un connector per a altaveus vaig
agafar un parell de altaveus de un PC vell li vaig soldar un parell de cables i la PiPad ja
disposava de sistema de so propi.
12.2 Construcció PiPad
Quan ja teníem tots els components localitzats era necessari un suport on muntar-los
tots junts, per simplicitat en la feina i degut a que els meus coneixements en disseny de
peces 3D són pràcticament nuls vaig decidir agafar el primer que tenia a mà i adaptar-ho
per a que funciones com a suport de tots els components, i el primer que tenia a mà era
una carpeta de la UPC, a part de ser la solució mes senzilla ha resultat ser també la més
econòmica.
Vaig fer forats a la carpeta per a passar-hi visos per a poder subjectar els components
a la carpeta mateix, vaig lligar els cables amb cinta aïllant i vaig subjectar la pantalla a
la carpeta amb cinta de doble cara. Amb tot això ja tenim la PiPad muntada, a la figura
18 es pot veure la PiPad per dins, es poden veure els visos que he comentat i la cinta
aïllant.
12.3 Instal·lació sistema operatiu i controladors
12.3.1 Sistema operatiu
Per a instal·lar el sistema operatiu vaig triar una distribució Debian per a Raspberry Pi
anomenada Raspbian, conretament la versió 2013-02-09-wheezy-raspbian, la vaig descar-
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Figura 18: Interior de la PiPad
regar de la pàgina de descàrregues de la fundació Raspberry Pi i vaig procedir a gravar-la
a una targeta SD amb el programa dd.
12.3.2 Panell tàctil
El panell tàctil, un eGalaxTouch resistive touch panel [21], semblava ser una de les coses
més fàcils, d’aquest apartat, ja que en principi la seva instal·lació era tan complicada com
connectar-lo per USB a un PC, i així va ser al connectar-lo al meu ordinador portàtil
el qual te instal·lat una Ubuntu trusty amb nucli Linux 3.13, al instant ja funcionava
correctament. El problema va sorgir quan vaig connectar el panell a la Raspberry Pi,
el dispositiu no era reconegut, ni tan sols fent servir els controladors per a ARM que
el fabricant facilitava no hi havia manera de que el panell tàctil fos reconegut i encara
menys instal·lat per el sistema operatiu. Desprès de fer una recerca per diferents blogs[18]
vaig arribar a la conclusió que la única manera possible per a solucionar aquest problema
es trobava en compilar una altre versió del nucli del sistema operatiu amb el suport
necessari per al panell tàctil, l’explicació de com es soluciona la separo en dues seccions:
Compilació del nucli i calibratge.
Compilació nucli sistema operatiu Primer de tot el necessari es compilar un nucli
del sistema operatiu de la Raspberry Pi. Concretament s’ha realitzat amb la versió del
nucli 3.6 de Linux, la complicació del nucli es més recomanable fer-la des de un dispositiu
més potent que la Raspberry Pi degut a la poca potència d’aquesta, no faria impossible la
correcta realització d’aquesta tasca, però si que la faria mes lenta del necessari. Seguirem
els següents passos:
1. Obtenir nucli El primer de tot el que necessitem es el nucli mateix de Linux que
es vol compilar, en el nostre cas la versió 3.6 del nucli de Linux, que es pot obternir
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del repositori git de raspberrypi.
2. Descomprimir i netejar el codi Un cop ja tinguem el codi comprimit el des-
comprimim i fem una neteja del codi amb la comanda make mrproper.
3. Configuració base El següent es dotar al nucli del sistema operatiu de una configu-
ració base, per a la Raspberry Pi haurem de especificar la opció bcmrpi_cutdown_defconfig
al programa make, concretament la comanda usada es la següent:
make O=../kernel/ ARCH=arm CROSS_COMPILE=/usr/bin/arm-linux-gnueabi- bcmrpi_cutdown_defconfig
4. Mòduls El següent pas es incloure els mòduls necessaris al nucli per a que el pa-
nell tàctil funcioni correctament, aquests mòduls els especifica el fabricant en el
manual de instal·lació del panel tàctil i són els següent: EVDEV, UINPUT, HI-
DRAW, HID_MULTITOUCH, així mateix tambè indica que desactivem el mòdul
CONFIG_TOUCHSCREEN_USB_COMPOSITE, aquests mòduls es configuren
fent servir la comanda make config
5. Complicació nucli Aquest pas es el més llarg de tots ja que es en el que es compila
tot el nucli del sistema operatiu concretament la comanda es la següent:
make O=../kernel/ ARCH=arm CROSS_COMPILE=/usr/bin/arm-linux-gnueabi- -j5
La opció -j5 li indica al programa make que pot utilitzar fins a 5 fils d’execució per a
compilar el que accelera el procés de compilació, aquest número es recomanable que
sigui el nombre de fil d’execució possibles de la màquina +1 ja que així aprofitem
al màxim el processador per a realitzar la compilació.
6. Instal·lació mòduls En aquest pas s’instal·len tots els mòduls del sistema ope-
ratiu en una carpeta en concret per a posteriorment copiar-los a la seva destina-
ció correcta que es la targeta SD de la Raspberry Pi, per a realitzar això li hem
de facilitar la opció INSTALL_MOD_PATH al programa make juntament amb l’opció
modules_install.
7. Firmware Ara que ja tenim el nucli i tots els mòduls necessaris l’últim que ens
falta es el firmware necessari, el qual es pot obtenir també del repositori git de
raspberrypi, d’aquí hem de copiar els arxius bootcode.bin, start.elf a la primera
partició de la tarja SD que hem preparat a la secció 12.3.1, a la segona partició hi
hem de copiar tot el contingut de la carpeta aixi com la carpeta /opt/vc.
8. Copia d’arxius L’últim que ens queda es copiar la imatge del nucli que hem
generat anteriorment a la primera partició de la tarja SD i també tots els mòduls
que hem compilat a la segona partició de la tarja SD, concretament a la carpeta
/lib
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Calibratge del panell tàctil Un cop els controladors del panell funcionen correc-
tament hem de procedir a calibrar aquesta. Aquest calibratge es necessari ja que el
panell tàctil no considera els mateixos punts que la pantalla física, ja sigui per que
no està perfectament col·locada sobre aquesta o també perquè no tenen exactament la
mateixa mida. Per a calibrar la pantalla tàctil vaig fer servir una utilitat anomenada
xinput_calibrator [17], abans de instal·lar-lo hem de instal·lar les seves dependències les
quals són: libx11-dev, libxext-dev, libxi-dev, x11proto-input-dev, un cop ins-
tal·lat seguim les instruccions que apareixen en pantalla com podem veure en la figura
19, ens demana de pressionar uns certs punts en concret de la pantalla, al acabar de
pressionar els punts que ens diu ens donarà la configuració que hem d’escriure en el fit-
xer /usr/share/X11/xorg.conf.d/01-input.conf, la configuració en aquests fitxers funciona
com els serveis dins de init.d, per tant s’executen en el mateix ordre que indica el nombre
que tenen al principi del seu nom. Justament per aquesta raó hem de controlar que
en qualsevol dels fitxers que es carregaran desprès del nostre no canviïn la configuració
del panell tàctil, per sort no n’hi havia cap altre a part del nostre, per el que no calia
modificar cap altre fitxer.
Figura 19: Pantalla de calibració de xipunt_calibrator
12.3.3 WiFi
No va caldre instal·lar cap controlador ni cap acció especial per a aconseguir que el
mòdul USB WiFi funciones correctament. Per a seleccionar la xarxa WiFi utilitzem
l’aplicació wicd-gtk, instal·lada utilitzant la comanda apt-get install wicd-gtk, la qual ens
permet configurar totes les xarxes sense fils que desitgem i guardar-les per a tornar-hi a
connectar desprès.
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13 Conclusions
Al finalitzar aquest treball s’han acomplert els següents objectius:
• La PiPad es una tauleta funcional que compta amb Linux com a sistema operatiu.
• La PiPad executa de manera correcta i fluida el programa SER.
• SER es un software funcional i usable.
• SER detecta els clients potencials a través de xarxa.
• SER es comunica correctament a través de xarxa amb els clients.
• SER emula esdeveniments d’entrada en la màquina en la qual s’està executant.
• SER es pot fer servir com a servei del sistema operatiu.
• SER s’executa en els següents sistemes operatius: Linux, Windows, Mac OS X.
S’han acomplert tots els objectius especificats en la introducció. S’han desenvolupat
la PiPad i el programa SER. Tot i que la planificació del treball ha estat modificada, el
que s’ha canviat es l’ordre de realitzar aquestes tasques, però no les tasques en si mateix.
Com a treball futur es podria portar SER a d’altres sistemes operatius els quals no
s’han fet en aquest treball com ara Android, iOS o d’altres sistemes operatius per a
mòbils i tauletes. També es podria crear una tauleta amb un altre SoC com ara Odroid
XU-3, o dissenyar una tauleta on la pantalla funcioni amb bateria.
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