A ϕ has an empty language. The efforts to maximize the efficiency of this process have so far concentrated on developing translation algorithms producing Büchi automata which are "as small as possible", under the implicit conjecture that this fact should make the final product smaller. In this paper we build on a different conjecture and present an alternative approach in which we generate instead Büchi automata which are "as deterministic as possible", in the sense that we try to reduce as much as we are able to the presence of non-deterministic decision states in A ϕ . We motivate our choice and present some empirical tests to support this approach.
Introduction
Model checking is a formal verification technique which allows for checking if the model of a system verifies some desired property. In LTL model checking the system is modeled as a Kripke structure M, and (the negation of) the property is encoded as an LTL formula ϕ. The standard technique for LTL model checking consists on translating ϕ into a Büchi automaton A ϕ , and then on checking if the product M¨A ϕ has an empty language. To this extent, the quality of the conversion technique plays a key role in the efficiency of the overall process.
Since the seminal work in [6] , the efforts to maximize the efficiency of this process have so far concentrated on developing translation algorithms which produce from each LTL formula a Büchi automaton (BA) which is "as small as possible" (see, e.g., [1, 11, 3, 5, 4, 9, 7] ). This is motivated by the implicit heuristic conjecture that, as the size of the product M¨A ϕ of the Kripke structure M and the BA A ϕ is in worst-case the product of the sizes of M and A ϕ , reducing the size of A ϕ is likely to reduce the size of the final product also in the average case. This conjecture is implicitly assumed in most papers (e.g., [1, 11, 5, 7] ), which use the size of the BA's as the only measurement of efficiency in empirical tests.
Remarkably, Etessami and Holtzmann [3] tested their translation procedures by measuring both the size of resulting BA's and the actual efficiency of the LTL model checking process, and noticed that "... a smaller number of states in the automaton does not necessarily improve the running time and can actually hurt it in ways that are difficult to predict" [3] .
In this paper we propose and explore a new research direction. Instead of wondering what makes the BA A ϕ smaller, we wonder directly what may make the product automaton M¨A ϕ smaller, independently on the size of the BA A ϕ . We start from noticing the following fact: if a state s in M¨A ϕ is given by the combination of the states s in M and s in A ϕ , and if s is a deterministic decision state -that is, each label may match with at most only one successor of s -then each successor state of s can combine consistently with at most one successor of s . Thus s has at most the same amount of successor states as s , no matter the number of successors of s . From this fact, we conjecture that reducing the presence of non-deterministic decision states in the BA is likely to reduce the size of the final product in the average case, no matter if this produces bigger BA's. (Notice that it is not always possible to reduce completely the presence of non-deterministic decision states, as not every LTL formula ϕ can be converted into a deterministic BA, and even deciding if it can be converted into a deterministic BA is in EXPSPACE and is PSPACE-Hard [10] .)
In order to explore the effectiveness of the above conjecture, we thus present a new approach in which we generate from each LTL formula a Büchi automaton which is "as deterministic as possible", in the sense that we try to reduce as much as we are able to the presence of non-deterministic decision states in the generated automaton. This is done by exploiting the idea of semantic branching, which has proved very effective in the domain of modal theorem proving [8] .
The rest of paper is structured as follows. In Section 2 we present some preliminary notions. In Section 3 we describe the main ideas of our approach. In Section 4 we describe the LTL to BA algorithm we have implemented. In Section 5 we present the results of an extensive empirical test. In Section 6 we conclude, describing also some future work. In the Appendix we prove the correctness of the algorithm.
Preliminaries
We use Linear Temporal Logic (LTL) with its standard syntax and semantics [2] 
Henceforth, if not otherwise specified, we will refer to a labeled generalized Büchi automaton (LGBA) simply as a Büchi automaton (BA).
Notice that each state in a Kripke structure is labeled by one total truth assignment to the proposition in Σ, whilst the label of a state in a BA represents a set of such assignments. A partial assignment represents the set of all total assignments/labels which entail it. We represent truth assignments (and thus labels) indifferently as sets of literals l i i or as conjunctions of literals § i l i , with the intended meaning that a literal p (resp. ¡ p) in the set /conjunction assigns p to true (resp. false).
Notationally, we use ξ for representing an infinite word over 2 Σ (2 Σ is the set of total assignments to the propositions); ξ¤ i § is the i-th element and ξ i is the suffix starting from ξ¤ i § . We use σ for an infinite sequence of states (runs); σ¤ i § is the i-th element and σ i is the suffix starting from σ¤ i § . We use µ for the label of a state, i.e. µ is a conjunction of propositional literals. We use ϕ ψ ϑ for general formulae. We denote by succ¤ s The general translation schema of an LTL formula ϕ into a BA A ϕ works as follows [6] . First, ϕ is written in negative normal form (NNF), that is, all negation are pushed down to literal level.
Second, ϕ is expanded by applying the following tableau rewriting rules:
until no U-formula or R-formula occurs at top level. Then the resulting formula is rewritten into a cover by computing its DNF. Each disjunct of the cover represents a state of the automaton: all propositional literals represent the label of the state -that is, the condition the input word must satisfy in that state-and the remaining X-formulae Fig. 1 . Product of a generic Kripke structure with a non-deterministic (up) and a deterministic (down) cover expansion of ϕ :¤
represent the next part of the state -that is, the obligations that must be fulfilled to get an accepting run-and determine the transitions outcoming from the state. The process above is applied recursively to the next part of each state, until no new obligation is produced. This results into a closed set of covers, so that, for each cover C in the set, the next part of each disjunct in C has a cover in the set. Then
is built as follows. The initial states are given by the cover of ϕ. The transition relation is given by connecting each state to those in the cover of its next part. An acceptance condition F i is added for every elementary subformula in the form
A new approach

Deterministic and non-deterministic decision states
We say that two states are mutually consistent if their respective labels are mutually consistent, mutually inconsistent otherwise. We say that a state s in a BA is a deterministic decision state if the labels of all successor states of s are pairwise mutually inconsistent, a non-deterministic decision state otherwise. Intuitively, if s is a deterministic decision state, then (the labels of) the successors of s have no propositional model in common, so that every label in the alphabet is consistent with (the label of) at most one successor of s. Notice that all states in a deterministic BA are deterministic decision states, and that a BA whose states are all deterministic decision states and whose initial states are pairwise mutually inconsistent is a deterministic BA.
We consider an LTL model checking problem M § ¡ ϕ, M being a Kripke structure and ϕ being a LTL formula. A ϕ is the BA into which ϕ is converted, and M¨A ϕ is the product of M and A ϕ . Each state s in M¨A ϕ is given by the (consistent) pairwise combination s s of some states s in M and s in A ϕ , and the successor states of s are given by all the consistent combinations of one successor of s and one of s :
where s s denotes the combination of the states s and s and "s i s j ¦ § © " denotes the fact that the combination of s and s is consistent.
We make the following key observation: if s is a deterministic decision state, then each successor state of s can combine consistently with at most one successor of s , so that s has at most as many successor states as s . Thus (3) reduces to § succ¤ s
The above observation suggests us the following heuristic consideration: in order to minimize the size of the product M¨A ϕ , we should try to make A ϕ "as deterministic as we can" -that is, to reduce as much as we can the presence of non-deterministic decision states in A ϕ -no matter if the resulting BA is greater than other equivalent but "less deterministic" BA's.
Example 1.
Consider the generic state s of a Kripke structure M in Figure 1 (left), and its successor states s 1 , s 2 , s 3 and s 4 with labels
respectively. Consider the generic LTL formula ϕ :
for some LTL subformulae ϕ 1 and ϕ 2 . Consider the two covers of ϕ:
which generate the two BA's A in Figure 1 (center) respectively. In the first BA, corresponding to the cover (5), the state s is a non-deterministic decision state. Thus the successors of s s in M¨A are all the consistent states belonging to the cartesian product of the successor sets of s and s . In particular, s 1 matches with all successor states of s , s 2 matches with s 2 and s 4 , s 3 matches with s 3 and s 4 , and s 4 matches with s 4 . In the second BA, corresponding to cover (6), the state s is a deterministic decision state. Thus then each successor of s matches with only one successor of s .
¥ Remark 1.
It is well-known that, in general, converting a non-deterministic BA A into a deterministic one A (when possible) makes the size of the latter blow up exponentially wrt. the size of the former. This is due to the fact that each state s of A represents a subset of states
. Thus, despite the local effect described above (4), one may suppose that globally our approach worsens the global performance.
, so that the set of states in M matching with s is a subset of the intersection of the set of states in M matching with each s i :
Thus, the process of determinization may increase the number of states in the BA, but reduces as well the number of states in M with which each state in the BA matches. 
ϑ i j X-formula are the set of propositional literals and X-formulae in
We say that a cover C (8) is a deterministic cover if and only if all µ i 's are pairwise mutually inconsistent, non-deterministic otherwise. 
¥
In the construction of a BA, each element µ i ¢ χ i in a cover C represents a state s i , µ i being the label of the state and χ i being its next part. Thus, a deterministic cover C represents a set of states whose labels are pairwise mutually inconsistent. Consequently, deterministic covers (when admissible) give rise to deterministic decision states.
Computing deterministic covers
As said in the previous sections, the standard approach for computing covers is based on the recursive application of the tableau rules (1) and on the subsequent computation of the DNF of the resulting formula. The latter step is achieved by applying recursively to the top level formulae the rewriting rule
and then by removing every disjunct which propositionally implies another one. As in [8] , we call step (9) syntactic branching because it splits "syntactically" on the disjuncts of the top level £ -subformulae. As noticed in [8] , a major weakness of syntactic branching is that it generates subbranches which are not mutually inconsistent, so that, even after the removal of implicant disjuncts, the distinct disjuncts of the final DNF may share models. As a consequence, if the boolean parts of two disjuncts in a cover are mutually consistent, non-deterministic decision states are generated.
To avoid this fact we compute a cover in a new way. After applying the tableau rules, we apply recursively to the top level boolean propositions the rewriting rule ϕ ¤ p in (11) represents a set of states S i such that all states belonging to the same set S i have the same label µ i but different next-part, whilst any two states belonging to different sets S i 's are mutually inconsistent.
As a consequence, the presence of non-unary sets S i is a potential source of nondeterminism. Thus, if this does not affects the correctness of the encoding (see below), we rewrite each formula ϕ¨µ i © into a single X-formula by applying the rewriting rules:
The result is clearly a deterministic cover. We call this step branching postponement because (13) allows for postponing the or-branching to the expansion of the next part. ¥ Unfortunately, branching postponement is not always safely applicable. In fact, while rule (12) can always be applied without affecting the correctness of the encoding, this is not the case of rule (13). For example, it may be the case that Xϕ 1 and Xϕ 2 in (13) represent two states s 1 and s 2 respectively so that s 1 is in a fair set F 1 and s 2 is not, and that the state corresponding to X¤ ϕ 1 cause incorrectness, and to apply standard DNF otherwise. This will be described in detail in the next section.
To sum up, semantic branching allows for partitioning the next states into mutually inconsistent sets of states S i , whilst branching postponement, when applied, collapses each S i into only one state. Notice that -unlike syntactic branching, semantic branching guarantees that the only possible sources of non-determinism (if any) are due to the next-part components ϕ¨µ i © 's. No source of non-determinism is introduced by the boolean components µ i 's; -branching postponement reduces the global number of states sharing the same labels even if it is applied only to a strict subset of the subformulae ϕ¨µ i © in (11). Thus, also partial applications of branching postponement make the BA "more deterministic".
The MODELLA Algorithm
In the current state-of-the-art algorithms the translation from an LTL formula ϕ into a BA A ϕ can be divided into three main phases:
1. Formula rewriting: apply a finite set of rewriting rules to ϕ in order to remove redundancies and make it more suitable for an efficient translation. 2. BA construction from ϕ: build a BA with the same language of the input formula ϕ. 3. Simulation-based BA reduction: exploits simulations in order to reduce redundancies in the BA.
In our work we focus on the phase 2. According to the new approach proposed in the previous section, we have conceived and implemented a new translation algorithm, called MODELLA 4 , which builds a BA from an LTL formula trying to apply branching postponement as often it is able to.
The basic Algorithm
The general schema of the BA construction in MODELLA, in its basic form, is the standard one proposed in [6] and briefly recalled in Section 2. MODELLA differs from previous conversion algorithms in two steps: the computation of the covers and the computation of the fair sets.
Computation of the cover The function which computes the cover of the formula ϕ is described in Figure 2 . First, we apply, as usual, the tableau rewriting rules (1) (line 1). The formula obtained is a boolean combination of literals and X-formulae. After applying the semantic branching rules on labels (10), we get a disjunction of formulae in the form (11) (lines 2-5).
If now we applied branching postponement (12) and (13), denoting § k K i j ψ i jk by ψ i j , we would obtain the deterministic cover: 
Computation of fair sets
If U ϕ is the set of U-formulae which are subformulae of ϕ, the usual set of accepting conditions is:
Unfortunately, if we apply branching postponement, these fair sets are no more sufficient to guarantee the correctness of the BA. To cope with this fact, in our approach a fair set is no more identified by an U-formula, but rather by a set of U-formulae: With this condition we are guaranteed that if the BA A ϕ built without branching postponement has an accepting run σ over a word ξ, then the correspondent run σ of the BA A ϕ built with safe branching postponement is also accepting.
Example 5. Consider the LTL formula ϕ : FGp. After having applied tableau rules and semantic branching on labels, we obtain ϕ 
Improvements
We describe some improvements to the basic schema of MODELLA described in the previous section.
Pruning the fair sets. In the previous section we have noticed that, due to the application of branching postponement, the basic version of MODELLA computes 2 § U § fair sets. Anyway, when branching postponement cannot be applied, some fair set in F may become redundant. Thus, in the final computation of the fair conditions, F , we apply the following simplification rules, which are a simple version of an optimization introduced in [11] : [7] , which however applies the merging only after moving labels from the states to the transitions. 
Empirical results
MODELLA is an implementation in C of the algorithm described in Section 4. It implements only phase 2, so that it can be used as kernel of optimized algorithms including also formula rewriting (phase 1) and simulation-based BA reduction (phase 3). (Indeed, we believe our technique is orthogonal to the rewriting rules of phase 1 and to simulation-based reductions.) We extensively tested MODELLA in comparison with the state-of-the-art algorithms. Unlike, e.g., [1, 11, 5, 7] , we did not consider as parameters for the comparison the size of the BA produced, but rather the number of states and transitions of the product M¨A ϕ between the BA and a randomly-generated Kripke structure. To accomplish this, we used LBTT 1.0.1 [12] , a randomized testbench which takes as input a set of translation algorithms for testing their correctness. In particular, LBTT gives the same formula (either randomly-generated or provided by the user) to the distinct algorithms, it gets their output BA's and it builds the product of these automata with a randomlygenerated Kripke structure M of given size § M § and (approximated) average branching factor b. LBTT provides also a random generator producing formulae of given size § ϕ § and maximum number of propositions P.
To compare MODELLA with state-of-the-art algorithms, we provided interfaces between LBTT and WRING 1.1.0 [11, 9] and between LBTT and TMP 2.0 [3, 4] . Since LBTT computes the direct product between the BA and the state space, the size of the product is not affected by the number of fair sets of the BA. Thus, to get more reliable results, we have dealt only with degeneralized BA, and we have applied a simple procedure described in [6] to convert a BA into a Büchi automata with a single fair set.
We have run LBTT on three PCs Dual Processor with 2GB RAM on Linux RedHat. All the tools and the files used in our experiments can be downloaded at http://www.science.unitn.it/˜stonetta/modella.html.
Comparing pure translators
In a first session of tests, we wanted to verify the effectiveness of MODELLA as a pure "phase 2" translator. Thus, we compared MODELLA with "pure" translators (no formula rewriting, no simulation-based BA reduction), i.e. with GPVW [6] , LTL2AUT [1] 5 and WRING [11] with rewriting rules and simulation-based reduction disabled (WRING(2) henceforth). Notice that TMP uses LTL2AUT as phase 2 algorithm [3] . 5 For GPVW and LTL2AUT, we have used the reimplementation provided by WRING. For reasons which will be described in the next section, we run also a version of MODELLA without the merging of states (MS) optimization of Section 4.2 (which we call MODELLA-MS henceforth). Comparing the plots in the first column (number of states of M¨A ϕ ) we notice that (i) GPVW and LTL2AUT are significantly less performing than the other algorigthms; (ii) MODELLA performs better than WRING (2) in all the test series; (iii) even with MS optimization disabled, MODELLA performs mostly better than WRING (2) .
Comparing the plots in the second column (number of transitions of M¨A ϕ ) we notice that WRING(2) performs much better than LTL2AUT and GPVW, and that both MODELLA and MODELLA-MS perform always better than WRING (2) . In particular, the performance gaps are very relevant in the fourth test series.
Comparing translators with rewriting rules and simulation-based reduction
In a second section of tests, we investigated the behaviour of MODELLA as the kernel of a more general algorithm, embedding also WRING's rewriting rules (phase 1) and simulation-based reduction (phase 3). This allows us for investigating the effective "orthogonality" of our new algorithm wrt. the introduction of rewriting rules and of simulation-based reduction.
To do this, we applied to our algorithm the rewriting rules described in [11] and interfaced MODELLA-MS with the simulation-based reduction engine of WRING. Unfortunately, since WRING accepts only states labeled with conjunctions of literals, we could interface WRING only with MODELLA-MS and not with the full version of MODELLA. (We denote the former as MODELLA-MS+WRING(13) henceforth.) Moreover, since TMP is a one-block piece of SML code, we were not able to use its simulation-based reduction engine separately as we did with WRING.
We run the tests with the same parameters of the first session of tests, obtaining the results of Figure 4 . We added to the plots also the curves for WRING(2) and MODELLA-MS from Figure 3 .
Comparing the plots in the first column (number of states of M¨A ϕ ), we notice the following facts: (i) MODELLA-MS+WRING(13) benefits a lot from WRING's rewriting rules and simulation-based reduction, although slightly less than WRING itself does; (ii) MODELLA-MS+WRING(13) performs mostly better than WRING(123), although the gap we had with "pure" algorithms is reduced; (iii) except with the third test series, TMP performs much better than all the others.
Comparing the plots in the second column (number of transitions of M¨A ϕ ), we notice the following facts: (i) as before, MODELLA-MS benefits a lot from WRING's rewriting rules and simulation-based reduction; (ii) MODELLA-MS+WRING(13) performs always better than WRING(123), although the gap of Figure 3 is reduced; (iii) except with the third test series, TMP performs better than all the others.
However, as TMP uses simply LTL2AUT as phase 2 algorithm, the performance gaps between TMP and the other algorithms are due to the very efficient form of simulation-based reduction, which it was not possible to interface with MODELLA. 6 In this paper we have presented a new approach to build Büchi automata from LTL formulae, which is based on the idea of reducing as much as possible the presence of nondeterministic decision states in the automata; we have motivated this choice and presented a new conversion algorithm, MODELLA, which implements these ideas; we have presented an extensive empirical test, which suggests that MODELLA is a valuable alternative as a core engine for state-of-the-art algorithms.
We plan to extend our work on various directions. From the implementation viewpoint, we want to implement from scratch in MODELLA the optimizations presented in [7] , which are completely orthogonal to our work, and the state-of-the art simulationbased reduction techniques [3, 4, 9] . From an algorithmical viewpoint, we want to investigate new optimizations steps ad hoc for our approach. From a theoretical viewpoint, we want to investigate more general sufficient conditions for branching postponement.
Another interesting research direction, though much less straightforward, might be to investigate the feasibility and effectiveness of introducing semantic branching in the alternating-automata based approach of [5] . 7 Let A ϕ be the automaton built with C (15) as notion of cover and with F (18) as set of accepting conditions. Let A ϕ be the automaton built with C as notion of cover and with F as set of accepting conditions, i.e. the BA built by MODELLA.
Appendix: the Proof of Correctness
Proof. Let's show the theorem by induction on ϕ: 
where Xψ 0 
