AbstractÐThis paper describes a new method to recover a drawing order of a handwritten script from a static 2D image. The script should be written in a single stroke and may include double-traced lines. After the script is scanned in and preprocessed, we apply our recovery method which consists of two phases. In the first phase, we globally analyze the graph constructed from the skeletal image and label the graph by determining the types of each edge. In the second phase, we trace the graph from the start vertex to the end vertex using the labeling information. This method does not enumerate the possible cases, for example, by solving the traveling salesman problem and, therefore, does not cause a combinatorial explosion even if the script is very complex. By recovering a drawing order of a handwritten script, the temporal information can be recovered from a static 2D image. Hence, this method will be used as a bridge from the offline handwriting character recognition problem to the online one.
INTRODUCTION
W HEN compared with online handwriting character recognition which uses special input devices such as tablets, offline handwriting character recognition is much more difficult because the only available information is a static two-dimensional (2D) image obtained by scanning prewritten characters on a paper; the dynamic information of the pen-tip (stylus) movement such as pen-tip coordinates, pressure, velocity, acceleration, and pen-up and pendown can be captured by a tablet in real time but not by an image scanner. The offline method, therefore, needs to apply complex image processing techniques to segment and analyze character shape for feature extraction.
The online method is based on the availability of a onedimensional (1D) vector whose elements are pairs of xY y coordinates of the pen-tip. On the other hand, the offline method can be considered as an attempt to recognize the image of this 1D vector when projected onto paper, with no temporal information. Therefore, if the drawing order is recovered from the static 2D image as shown in Fig. 1a to obtain the vector data as shown in Fig. 1b , the offline recognition problem can be turned into the online one, which is based on the temporal information, resulting in better recognition capability. Thus, the recovery of the temporal information can be considered a bridge from the offline method to the online one.
In this paper, we propose a new approach to recover a drawing order of a single-stroke handwritten script from a static 2D image. This method does not cause a combinatorial explosion, unlike the previously proposed methods, even if a script is very complex. This paper is organized as follows: In Section 2, the related works are described briefly. In Section 3, the drawing order recovery problem is described. In Section 4, the proposed method is described. In Section 5, the experimental results are presented. In Section 6, the discussions on the recovery method are made. The conclusions are presented in Section 7.
PREVIOUS WORKS
Lee and Pan traced signatures in an offline environment with a set of heuristic rules [1] , [2] . Govindaraju et al. traced handwritten words by determining the smoothest path at each intersection with a set of heuristic rules [3] , [4] . Doermann and Rosenfeld provided a taxonomy of local, regional, and global clues to recover temporal clues from the static image [5] , [6] , [7] . Their method is writing instrument dependent and needs to detect substroke-level features from the gray-scale image. One of the objectives of our study is to clarify what kinds of strokes can be recovered and what kinds of strokes cannot if we use only a minimum set of heuristics. Hence, if there are some kinds of strokes which cannot be recovered by our method and need to be applied more heuristics, the results of their study may be considered to complement our approach. Boccignone et al. reconstructed the most likely trajectories followed by the writer according to good continuity criteria taking into account direction, length, and width of the strokes [8] . Abuhaiba et al. processed Arabic script and recovered the temporal information by traversing the graph constructed from a stroke [9] , [10] , [11] . Privitera and Plamondon recovered the original motor-temporal informaion from the images of handwritten words based on the shape analysis without involving any thinning process [12] , [13] . Huang and Yasuhara recovered the temporal information from static images of single-stroke cursive scripts according to good continuity criteria calculated by use of the SLALOM [14] , [15] approximation method [16] , [17] .
Their method evaluated smoothness, not in a local area of crossing points, but in the global area of the handwriting image to overcome difficulties resulting from ambiguities or noise at the crossing points. Ja Èger recovered the temporal information by searching the minimum curvature by solving a traveling salesman problem in a Hamiltonian path created from the line graph of a skeleton image [18] . Bunke et al. recovered the storke order from static handwritten images by searching a graph using the global and the local criteria [19] . Lallican and Viard-Gaudin recovered the stroke order from static gray-scale images by applying a Kalman filter to follow the stroke trajectory [20] .
The Huang and Yasuhara's method and Ja Èger's method solved the recovery problem by searching the graphs created from the skeleton images to find the Eulerian or Hamiltonian path having the minimum cost, respectively, as shown in Table 1 . Huang and Yasuhara calculated the global smoothness based on the spline smoothing and reduced the complexity of the problem by decomposing the problem into simpler subproblems where possible. Ja Èger calculated the global smoothness by calculating the angles of intersecting lines. Both methods cause combinatorial explosions when the scripts become complex. For example, the script shown in Fig. 2a can be decomposed into four simple subproblems, but the script shown in Fig. 2b cannot be decomposed, causing a combinatorial explosion. In contrast, our method presented in this paper does not enumerate the possible cases and, therefore, does not cause a combinatorial explosion. As summarized in Table 1 , there are two weak points in Huang and Yasuhara's work; one is the lack of PD-line detection (which will be discussed in Section 4.5.1) and the other is the computational complexity. One of the purposes of our study is to address and solve both problems.
DRAWING ORDER RECOVERY PROBLEM
In this section, we discuss the drawing order recovery problem as well as the problems which have to be solved to recover the drawing order.
Assumptions
The following assumptions are made to recover the drawing order of a handwritten script: 1. The script is written in a single stroke as shown in Table 2a . A stroke is a trace of pen-tip movement which starts at pen-down and ends at pen-up. 2. The script must have a start point and an end point as shown in Table 2b . 3. There exists no junction where more than two lines intersect as shown in Table 2c . With the first assumption, we define the condition of the drawing (writing). We begin with the recovery of drawing orders of single-stroke scripts and will extend a method for multistroke scripts in the following study. With the second assumption, we exclude a script such as ª0,º ª6,º or ª8º; we do not try to cut a loop at an appropriate point to make a start point and an end point. With the third assumption, we allow junctions with two intersecting lines. Although there is no theoretical limitation to allow the junctions having more than two intersecting lines, for the sole purpose of simplicity we limit our discussion to the situations where no more than two lines intersect at a junction.
The recovery method will convert the spacial information, which is represented by an array of pixels whose ON values corresponding to the pen trace, to the temporal information, which is represented by a vector of the (x, y) coordinates of the drawing order.
Unicursal Figure Problem
The recovery of the drawing order of a single-stroke script can be seen as an application of the well-known unicursal figure problem which can be solved by graph theory. We define an undirected graph q Y i, where to the vertex v n is represented by a sequence of edges e I Y e P Y F F F Y e n and its length is n À I. The adjacency matrix e is a k k Â k k matrix whose ijth element, eiY j, denotes the number of edges between the vertices v i and v j .
If a connected graph q is an Eulerian graph, it is possible to traverse all of the edges exactly once. The Eulerian graph q must satisfy the following condition:
where &v i is the degree of v i . In the case of our recovery problem, the start vertex v I and the end vertex v k are distinct, thus, the path v I Y v P Y F F F Y v k is not closed. q is called a semi-Eulerian graph which satisfies the following conditions:
An example 1 is shown in Fig. 3 in which &v I I, &v P R, &v Q R, and &v R I.
Double-Trace Problem
If a graph is semi-Eulerian it is possible to traverse all of the edges exactly once by starting at v I and ending at v k . However, we sometimes have situations in which one or more lines are drawn twice, as shown in Fig. 4 . We call the line which was traversed twice a double-traced line (D-line). It is, therefore, necessary to detect all of the D-lines in the graph and then traverse each of the D-lines twice when traversing the graph. Hence, in this paper, we assume that the semi-Eulerian graph be extended to allow multiple Dlines which can be traced twice but not more than twice.
Thinning Problems
To recover the drawing order from a given 2D image, we begin by applying a thinning algorithm to extract skeletal pixels so that, we can analyze the lineal structure of the image. Each of the skeletal pixels is called a terminal pixel, a line pixel, or a branch pixel depending on whether it is adjacent to one, two, or more than two other pixels, respectively. However, the thinning process results in various undesirable defects and the defects shown in Fig. 5 are to be resolved from the line trace view point:
. Spurious lines (S-lines), . Clusters of branch pixels. An S-line does not exist in the original image but appears in the skeleton image after thinning. It is usually very short in length and always exists between two adjacent branch pixels, making it difficult to trace the stroke because an originally continuous line is divided into three segments.
A cluster of branch pixels makes it difficult to select a correct path at the branch pixel because multiple branch pixels are directly adjacent to each other and a similar selection must be made again and again.
We have to solve the thinning problems discussed above so that we can build an adjacency matrix to trace the graph correctly.
RECOVERY OF DRAWING ORDER
In this section, we present the method to recover the drawing order from a single-stroke handwritten script. After the input image is scanned in and preprocessed, we apply the drawing order recovery method which consists of two major phases:
1. Global analysis phase.
2 Globally analyzes the graph constructed from the skeletal image and labels each of the edges by its type. 2. Trace phase. Traces the graph from the start vertex to the end vertex by referring to the labeling information obtained in the global analysis phase. The method consists of the following steps; steps 1 through 5 perform preprocessing, step 6 performs the global analysis, and step 7 performs the trace.
Image capture. A handwriting image is scanned by
an image scanner. We use an image scanner to capture an image at PHH Â PHH dpi which is a resolution normally used for handwriting character recognition. 2. Image smoothing. Possible noise in the input image may cause recovery errors, and therefore, needs to be removed by applying a filtering algorithm to the input image. Hence, we apply the filling operations to the image to remove holes. 3. Image thinning. The skeletal pixels are extracted by applying a thinning algorithm called Classical Thinning Algorithm [21] , but our method does not assume the perfect 8-connected curves [22] . 4. Clustering branch pixels. A cluster of multiple neighboring branch pixels is grouped together and reduced to a single vertex. 5. Adjacency matrix creation. The adjacency matrix is created by scanning the skeletal pixels and detecting the terminal and the branch vertices. 6. Global analysis. The graph is analyzed globally; that is, all the D-lines are detected and each of the edges is labeled. 7. Trace. The drawing order is recovered by tracing the graph from the start vertex to the end vertex by referring to the labeling information. However, in some situations the drawing order cannot be determined uniquely. For example, in Fig. 6a the drawing starts at the end of the long line, in Fig. 6b it starts at the same point but takes a different path, in Fig. 6c it starts at the loop and there is no start point, thereby violating the second assumption, and in Fig. 6d it starts at the loop and there is a start point. Thus, the script shown in Fig. 6c will be interpreted as same as the script shown in Fig. 6a .
Thinning Problem Resolution
To solve the thinning problems, we apply a clustering algorithm to reduce neighboring multiple branch pixels to a single cluster as shown in Fig. 7 . The threshold , a parameter determined by the average width of the stroke, is used for this clustering and the average width of the stroke is obtained by determining the distances from each skeletal pixel to the nearest white pixels, dividing the sum of the distances by the number of skeletal pixels, and multiplying 2. The global analysis, a new idea introduced here, makes it possible to successfully avoid the combinatorial explosion which is the most critical problem of the previous works.
the result by the predetermined constant. If the distance of two adjacent branch pixels is shorter than , they are considered to belong to the same cluster.
In the case of Fig. 7a , the branch pixels, I , P , Q , and R , are considered to belong to the same cluster, v, which is shown in Fig. 7b . This cluster has four lines l i , I i R, and is, therefore, of degree four. After the clustering, the S-line becomes a part of the resultant cluster and is seen as an internal line of the cluster. By clustering in this manner, each of the clusters of branch pixels is merged into a single cluster.
Adjacency Matrix Creation
The following theorem provides the information about the vertices. Theorem 1. There is no vertex whose degree is other than one, three, or four in the graph constructed from the skeletal image of the single-stroke handwriting.
Proof. First, for necessity, let p be any one of the pixels in the skeletal image obtained after the above steps 3 and 4, and let 'p denote the number of the pixels connected to the pixel p. To begin with, it follows directly from the assumptions mentioned in the Section 3.1 that:
is an isolated pixel which is assumed never to appear, 2. if 'p I, p is either a start or an end vertex, v and, thus, &v I, 3. if 'p P, p is not a vertex but a pixel in a line connecting two different vertices if the line is not a loop, or an identical vertex if the line is a loop, 4. if 'p Q, p is a vertex v of which one of the three connected edges must be traced twice so that its degree becomes four and, thus, &v Q, 5. if 'p R, p is a vertex where two different lines intersect and, thus, &v R.
that is three or more, different lines intersect, 7. if 'p I mod P, p is a vertex v of which at least one of the 'p edges must be traced more than once so that &v becomes even, implying that three or more different lines intersect at that vertex. Both cases 6 and 7 contradict the assumptions stated in Section 3.1 and, thus, must not occur.
Second, for sufficiency, if there is no vertex whose degree is other than one, three, or four in the graph constructed, it is easy to prove that the assumptions hold.t u Hence, after the image is captured, filtered, processed by the thinning algorithm, and clustered, it is necessary and sufficient to find all the pixels of degree one, three, and four to create the graph q and the adjacency matrix e. This matrix is used not only to record q, but also to record information such as the vertex types, the edge types, the distances to the connected vertices, the sequence numbers to order the edges, and several flags which are to be set during the global analysis and during the trace.
Path Selection
At an intersection, we have to select the path which is considered to be natural when drawing the script. There are four possible paths at an intersection as shown in Fig. 8a . However, we can eliminate the case shown in Fig. 8d because this path does not result in a single-stroke script. When we compared the paths shown in Fig. 8b and Fig. 8c , the path shown in Fig. 8a shows good continuity because there is no directional change. Hence, it can be seen that by selecting the middle edge at an intersection we can follow the path which satisfies good continuity.
Basic Trace Algorithm
We now present a simple trace algorithm named Basic Trace Algorithm (BTA) which traces a graph constructed from a single-stroke handwriting image. Given a vertex and one of the edges connected to the vertex, BTA traces the graph until a vertex of odd degree is reached. At the vertex v of even degree, BTA selects the middle edge and traces the middle edge to the next vertex. BTA repeats the algorithm until a vertex of odd degree is found and finally returns the path detected.
For example, if BTA is applied to the start vertex v I and its only edge shown in Fig. 9a , BTA traces the edge to the next vertex. At the vertex v P shown in Fig. 9b , BTA selects the middle edge and traces the edge to the next vertex. At the vertex v Q shown in Fig. 9c , BTA completes the trace because a vertex of odd degree is reached, and returns the path detected.
The following theorem exists for the BTA.
Theorem 2. Let q be a semi-Eulerian graph. Let v x be a vertex in q of any degree and e be one of the edges connected to v x . Then, BTA finds a path from v x to v y such that &v y I mod P.
Proof. BTA traces e from the vertex v x to find the next vertex v.
If &v I mod P, then the algorithm completes with v y v.
If &v H mod P, then v is a vertex where multiple lines intersect. That is, there are an even number of edges connected to v and one of them is e. Because it is an intersection, every line divides each of the rest of lines into two segments. The total number of line segments, n, produced by the division is given by n P Â x À I, where x is the number of lines to intersect, and the number of divided segments at each side of the line is given by naP. Hence, the edge e H to be selected at v is the mth edge from e in either a clockwise or a counterclockwise direction where m naP I P Â x À IaP I x À I I xX After the edge e H is selected, BTA traces e H to find the next vertex and continues the trace until it reaches a vertex v y such that &v y I mod P. Since q is semiEulerian there exist at least two vertices of degree one. If none of these two vertices are reached by BTA, it contradicts the assumption that q is semi-Eulerian; that is, there is no path from v x to the start or the end vertex. Hence, BTA does find a path from v x to v y such that &v y I mod P. t u
Global AnalysisÐGraph Labeling
To detect and label the D-lines in a graph, we provide the characterization of the D-lines in the following.
Theorem 3.
There exists a D-line either between a vertex of degree one and a vertex of degree three or between vertices of degree three.
Proof. Let v x and v y be two different vertices other than the start or end vertex in the graph q and suppose there is a D-line between v x and v y . Clearly, &v x = 1, 3, or 4 and &v y = 1, 3, or 4 according to Theorem 1. First, assume &v x R. Then, one of the edges connected to v x must be traced twice and the actual degree of v x becomes five. This does not satisfy (3). This means that there exists no D-line which is connected to the vertex of degree four.
Second, assume &v x I and &v y I. Then, the only edge connected to v x and v y must be traced twice, and the actual degree of v x and v y becomes two. As a result, the path starts at v x and arrives at v y . Then, the return path starts at v y and ends at v x . That is, the path returns back to the vertex where it started. It is clear that there exists no path connecting the start/end vertex and v x av y . Hence, a D-line cannot exist between &v x I and &v y I.
Third, assume &v x I and &v y Q. Then, the only edge connected to v x must be traced twice, thus, the actual degree of v x becomes two. One of the edges connected to v y must be traced twice, thus, the actual degree of v y becomes four. Hence, both v x and v y satisfy (3) and a D-line can exist between a vertex of degree one and a vertex of degree three.
Last, assume &v x Q and &v y Q. Then, one of the edges connected to v x must be traced twice and the actual degree of v x becomes four. The same applies to v y . Hence, both v x and v y satisfy (3) and a D-line can exist between vertices of degree three.
Conversely, if there is a D-line between v x and v y , where &v x I and &v y Q or &v x Q and &v y I, the path is traversed twice resulting in the adjustment of degrees such that &v x P and &v y R or &v x R and &v y P, respectively and all other vertices of even degree on the path remain of even degree, thus satisfying (3). Similarly, if there is a D-line between v x and v y , where &v x Q and &v y Q, the path is traversed twice resulting in the adjustment of degrees such that &v x R and &v y R and all other vertices of even degree on the path remain of even degree, thus satisfying (3).
It follows, therefore, that if there exists a D-line it is either between a vertex of degree one and a vertex of degree three or between vertices of degree three. t u
Classification of D-Lines
The D-lines are classified into the following three types:
. Looped D-line (LD-line) as shown in Table 3a and  Table 3b . . Spurious D-line (SD-line) as shown in Table 3c . . Proper D-line (PD-line) as shown in Table 3d . An LD-line can be seen as a degenerated loop and is relatively straight. The LD-line occurs exclusively between a vertex of degree one and a vertex of degree three as shown in Table 3a and Table 3b .
An SD-line can be seen as a long S-line as shown in Table 3c . There are two possibilities with respect to the drawing order of the SD-line as shown in Fig. 10 . The script shown in Fig. 10a can be interpreted as the script shown in Fig. 10b or the script shown in Fig. 10c .
A PD-line has two possibilities as shown in Table 3d . A loop connecting v x and v y is either crossing or not crossing the PD-line.
We detect all the D-lines by following the steps:
1. detecting all the LD-lines first, then 2. detecting all the SD-lines and the PD-lines next.
LD-Line Detection
The problem of detecting the LD-lines can be turned into the problem of detecting the pair of a start and an end vertices. That is, if the start and the end vertices are detected, the remaining vertices of degree one have to be connected to LDlines and, therefore, those LD-lines can be detected by applying BTA to the remaining vertices of degree one. One possible approach is to choose a pair of vertices of degree one and calculate the smoothness of the path starting at one end and ending at the other end by applying the trace algorithm. We repeat this calculation and select the pair which resulted in having the smoothest path. However, the total number of pairs to be evaluated, , becomes t g P , where t is the number of terminal vertices. For example, the total number of paris to be evaluated for the script shown in Fig. 11a is t g P T g P IS. It can be seen that this approach may not be used unless t is small. Hence, we will select the edge corresponding to the minimum angle, which is shown in Fig. 11b , as an LD-line. When selecting the minimum angle, we take into account the writing behavior of top-to-bottom and left-to-right and select the upper, left-hand angle even if it is not minimum but is close to minimum. The threshold l is used for this decision. The limitation of this approach is that an LD-line such as shown in Fig. 11c cannot be detected.
After a D-line is detected, it is duplicated; all the vertices on the path are adjusted in their degrees by modifying the adjacency matrix e. For example, if the LD-lines in the script shown in Fig. 12a are detected, the edges are duplicated as shown in Fig. 12b . The adjacency matrix before and after the detection is shown in Table 4 . Both the original line and the duplicated line are labeled as D-lines so that they are distinguished from the ordinary lines. By this adjustment, a vertex of odd degree becomes of even degree while a vertex of even degree remains of even degree; a vertex of degree three becomes of degree four while a vertex of degree four becomes of degree six. It can be seen, for this example, that there exists no vertex of degree greater than six. Finally, we label both v x and v y with the D-line type.
SD-Line and PD-Line Detection
After all the LD-lines are detected, all the remaining odddegree vertices must be of degree three (except for the start and the end vertices) because all the vertices of degree one are already changed to degree two after the LD-line detection. To find an SD-line or a PD-line we arbitrarily choose a vertex v x of degree three and apply BTA to each of the three edges connected to v x to find one of the paths to the vertices of odd degree. There are only three possible cases as shown in Fig. 13 in which vertices v x , v y , and v z are assumed mutually different:
1. The SD-line. Two paths reach the identical vertex v x and one path reaches the vertex v y of degree three as shown in Fig. 13a . 2. The PD-line (no crossing). One path reaches the vertex v z of odd degree and two paths reach the vertex v y of degree three, as shown in Fig. 13b . vertices of degree three the vertex v x is supposed to. By applying BTA, v z is found to be either 1) one of the vertices connected to another PD-line, or 2) the start or the end vertex. It is easy to see that the two PD-lines are successfully detected in either one of the cases.
Although there are two possible cases of interpretation of an SD-line as shown in Fig. 10 , we select the crossing path as shown in Fig. 10b , which is more likely to occur than the contacting path as shown in Fig. 10c .
After an SD-line or a PD-line is detected, we duplicate the path, adjust the adjacency matrix, label the D-lines, and label both v x and v y as type D-line as we did for the LDlines. Then, we label the loop line to distinguish it from the ordinary lines. In the case of a PD-line, we label both v x and v y to record whether or not the loop crosses the D-line.
We repeat this SD-line and PD-line detection until all the vertices of degree three are processed. 
Special Case of PD-Line
When compared with the normal PD-line shown in Fig. 15a , the PD-line shown in Fig. 15b needs special consideration because it is more natural to make a 180-degree turn than to make a 90-degree turn while writing. The special PD-line can be detected by calculating the angles between the two ordinary lines. We check each of the PD-lines to see if the angle at one of the end vertices is greater than or equal to a predetermined threshold and if the angle at the other end is smaller than . The PD-line which satisfies this condition is marked ªspecial.º In the trace phase, this mark is tested to select the appropriate path.
Trace Algorithm
We can now trace the graph from the start vertex until the end vertex is reached by executing the trace algorithm referring to the edge type identified as shown in Fig. 16 . The step to be followed at a D-line can be determined by the state of the vertex, which is illustrated by , , and , and the type of the edge.
EXPERIMENT
The recovery method presented above has been implemented in Java. To check the utility of the proposed method, we have prepared a set of more than 100 test cases which are included to cover possible combinations, which do not always appear in normal handwritten characters. Some examples are shown in Fig. 18 . The input image can be selected from a list of prescanned images. One of the prescanned images is shown in Fig. 17a . The image is then traced by the algorithm to recover the drawing order. The recovered drawing order is shown in Fig. 17b which is originally shown in animation with a moving pencil on a display screen. The double-traced lines are originally shown in red while the single-traced lines are in blue on the display screen. Several recovered examples are shown in Fig. 18 .
From the above experiments, it was shown that the method presented in this paper could successfully recover the drawing order from static 2D images even if there were multiple D-lines including LD-lines, SD-lines, and PD-lines.
DISCUSSIONS
When a script is drawn in a single stroke, the proposed method can recover a drawing order even if there are multiple D-lines. When recovering the drawing order, the method uses a minimum set of heuristics; the clustering threshold, the LD-line detection angle, the LD-line orientation, and the special PD-line detection angle. The major characteristics of the method are as follows: There are cases that cannot correctly be recovered by the method because of the following:
1. It is assumed that a middle edge at an intersection satisfies the good continuity. 2. The intersecting path is always selected for an SD-line.
The analysis of the graph alone is insufficient to determine the correct SD-line direction. One possibility is to identify several candidate paths and then calculate the global smoothness for each paths for final selection.
Another possibility is to use a complementary approach which applies more heuristics such as the clues at the intersection [5] , [6] , [7] or more knowledge about the human writing behavior.
Extension to Multistroke Scripts
To extend the method for multistroke scripts, we have to consider several problems including the following:
1. A D-line may be caused by the contact or the crossing of two different strokes. 2. Each stroke must be traced separately from other strokes.
Application to Offline Handwriting Recognition
For the application to the offline handwriting recognition of single-stroke scripts, we have made a preliminary study in which we recover the drawing order, obtain the vector data, convert the coordinate data to the chain code data, compute the distances from the template data, sort the distance data, and determine the candidates. When computing the difference between the recovered vector data and each template data, we take into account the situation that the recovery is made in a reverse direction from the template data. For the offline handwriting recognition for multistroke scripts, we have to consider several additional problems including the following:
1. The recovered drawing order may be different from the drawing order of corresponding template data. 2. The number of the strokes may be different. For example, the script may be drawn in two strokes while the corresponding template data is drawn in three strokes.
CONCLUSION
In this paper, we have presented a new method which recovers a drawing order of a single-stroke handwritten script from a static 2D image. The problem is an extension of the unicursal figure problem and allows a script to include double-traced lines. The method is based on graph traversal and consists of two phases. In the first phase we globally analyze the graph constructed from the skeletal image and label the graph by determining the type of each edge. In the second phase, we trace the graph from the start vertex to the end vertex by referring to the labeling information. There is no need to calculate the local or global smoothness of the curvature except for the detection of the special double-traced lines.
Unlike previous works this method does not evaluate all the possible combinations, for example, by solving the traveling salesman problem and, therefore, does not cause a combinatorial explosion even if the script is very complex. Hence, this method can be used to solve complex script recovery problems very practically.
For further study, we have been working on the problem which extends the presented method to recover the drawing order from multiple-stroke scripts [23] .
