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1 Lähtökohdat 
1.1 Toimeksiantaja 
Opinnäytetyön toimeksiantaja oli JYVSECTEC (Jyväskylä Security Technology), joka on 
Jyväskylän ammattikorkeakoulun vuonna 2011 aloitettu kyberturvallisuushanke. 
JYVSECTEC ylläpitää ja kehittää RGCE-ympäristöä (Realistic Global Cyber Environ-
ment). (Jyvsectec 2013.) 
RGCE-ympäristö on tehty internetin kaltaiseksi sekä palveluiltaan että rakenteeltaan 
käyttämällä sekä fyysisiä että virtualisoituja ratkaisuja. Tämä mahdollistaa erilaisten 
tietoturvaratkaisujen testaamisen internetistä eristettynä, jolloin muille palveluille ei 
aiheudu vaaratilannetta testaamiten seurauksena. (Jyvsectec 2013.) 
1.2 Tavoitteet 
Opinnäytetyön tavoitteena oli tutkia ja testata palvelunestohyökkäyksiä sovellusker-
roksella. ja tapoja tunnistaa, torjua tai pienentää niiden vaikutusta, sekä toteuttaa 
ympäristö, jossa voidaan testata näitä hyökkäyksiä ja tarkastella niiden vaikusta suo-
jaamattomiin ja suojattuihin kohteisiin.  
2 Tietoturva ja palvelunestohyökkäykset 
2.1 Tietoturva 
Tietoturvalla tarkoitetaan tiedon turvaamista luvattomalta pääsyltä, käytöltä, häirin-
nältä, muokkauksilta, kopioinnilta tai tuhoamiselta, voidaan jakaa kolmeen osa-alu-
eeseen CIA-mallin mukaan: 
1. Luottamuksellisuus (confidentiality): Tietoa voivat käsitellä vain ne joilla on 
siihen tarvittavat oikeudet. 
2. Eheys (intergrity): Tieto ei saa muuttua tahattomasti esimerkiksi levyrikon, 
eikä tahallisesti esimerkiksi hyökkäyksen seurauksena.  
3. Saatavuus (availability): Tieto on saatavilla silloin kuin sitä tarvitaan. (Tipton 
& Krause 2007.) 
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2.2 Palvelunestohyökkäykset 
Palvelunestohyökkäyksillä pyritään estämään tiedon saatavuus eli ne kohdistuvat 
saatavuuteen. Tietoturva on yhä tärkeämpää, koska suuri osa palveluista on siirtynyt 
internettiin. (Tipton & Krause 2007.) 
Palvelunestohyökkäys (Denial of Service Attack, DoS) on hyökkäys, jolla pyritään es-
tämään pääsy palveluun ja siten estämään siellä olevan tiedon saatavuus. Tähän kuu-
luvat myös fyysiset uhat, mutta käytännössä lähes kaikki hyökkäykset tapahtuvat 
verkon yli. (Prowell, Kraus & Borkin 2010.) 
Haktivismi on internetissä tapahtuvaa aktivismia, jolla pyritään vaikuttamaan johon-
kin tahoon, yleensä kohteeseen. Esimerkiksi Anonymous-ryhmän palvelunestohyök-
käykset Paypallia, Visaa ja Mastercardia vastaan näiden lopetettua lahjoitusten välit-
tämisen Wikileaksille. (Fantz & Shuber 2010.) 
Palvelunestohyökkäys voidaan tehdä myös kiristykseksi tai kaupallisista syistä esi-
merkiksi kilpailijaa vastaan. Kiristystapauksissa hyökkäystä jatketaan, kunnes kohde 
suostuu maksamaan lunnaat, tai jos kohde onnistuu torjumaan hyökkäyksen, jolloin 
kohteelle ei jää syytä maksaa lunnaita. Kiristyksen kohteena ovat monesti nettikasi-
not, joissa liikkuu paljon rahaa ja lyhyet katkokset voivat aiheuttaa asiakkaiden siirty-
misen toiseen palveluun. Palvelunestohyökkäyksen kohteeksi voi joutua käytännössä 
mikä tahansa palvelu ja myös syistä, jotka eivät välttämättä suoraan liity itse palve-
luun, esimerkiksi näyttämisenhalusta tai kokeilumielessä tehty hyökkäys. (Leyden 
2013.) 
Palvelunestohyökkäykset voidaan luokitella OSI-mallin mukaan fyysisen kerroksen, 
verkkokerroksen, kuljetuskerroksen ja sovelluskerroksen hyökkäyksiin. Nämä eroavat 
toisistaan hyökkäystavoilta, vaikutuksiltaan ja torjunnalta. Fyysisen kerroksen palve-
lunestohyökkäyksiin luokitellaan esimerkiksi kaapelin katkaiseminen. Hankalin to-
teuttaa ja siten harvinaisin, mutta esimerkiksi merikaapeleita on yritetty katkaista. 
Tällöin kohteena on koko maan ulkomaanliikenne, joka voi hidastua tai pahimmillaan 
katketa kokonaan.  (Thomson 2013.) 
Verkkokerroksen palvelunestohyökkäyksissä kohteeseen hyökätään suurella liiken-
nemäärällä. Helppo toteuttaa, koska kohteessa ei tarvitse olla haavoittuvaa palvelua, 
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vaan riittää hyökkääjään liikenne saapuu kohteeseen. Jotta hyökkäys olisi tehokas, 
hyökkääjältä vaaditaan enemmän kaistaa, kuin mitä kohteella on.  (Mehmud 2011, 
2.) 
Verkkokerroksen hyökkäyksiin kuuluu esimerkiksi ICMP-tulvitus (ICMP Flood). Tulvi-
tushyökkäyksissä (Flood attack) kohde yritetään hukuttaa suureen pyyntö- tai liiken-
nemäärään. ICMP-tulvituksessa kohteeseen lähetetään ICMP Echo Request-pyyntöjä. 
Kohteen lamaannuttamiksesi hyökkääjällä täytyy olla käytettävissä enemmän kais-
taa, kuin mitä kohteella on. (Prowell, Kraus & Borkin. 2010.) 
Kuljetuskerroksen hyökkäyksiin kuuluu esimerkiksi SYN-tulvitus, jossa hyödynnetään 
TCP-protokollan kolmivaiheista kättelyä: 
1. Asiakas lähettää avauspyynnön (SYN) 
2. Palvelin kuittaa avauspyynnön (SYN+ACK) 
3. Asiakas kuittaa takaisin (ACK) 
SYN-tulvituksessa lähetetään väärennetty IP-osoite ja palvelin ei saa vastapuolelta 
kuittausta. Tällöin yhteys jää puoliavoimeksi (half-open), kun palvelin jää odotta-
maan vastausta. Palvelimen täytyy olla tapa tietää asiakkaan lähettäneen avauspyyn-
nön vastatakseen kolmannen vaiheen kuittauksen. (Tipton & Krause 2007.) 
Yhteistä verkosta tuleville hyökkäyksille on niiden pyrkimys kuluttaa palvelulta sen 
resurssit, jonka seurauksena resursseja ei jää oikeiden palvelimiseen. 
Nykyään palvelut ovat monesti riippuvaisia myös toisista palveluista. Esimerkiksi käy-
tännössä kaikki internetissä olevat palvelut käyttävät domain-nimiä, jolloin tarvitaan 
nimipalvelin muuttamaan domain IP-osoitteeksi, jolloin voidaan suorittaa palve-
lunestohyökkäys nimipalvelimeen.  Muita riippuvaisuuksia voivat olla esimerkiksi kol-
mannen osapuolen tarjoamat maksupalvelut, johon suoritettu palvelunestohyökkäys 
estää maksutapahtumat. (Prowell ym. 2010.) 
2.3 Hajautetut palvelunestohyökkäykset 
Nykyään lähes kaikki palvelunestohyökkäykset tulevat useasta lähteestä, koska yh-
destä lähteestä tuleva palvelunestohyökkäys on helppo torjua, eikä se välttämättä 
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edes häiritse palvelun toimintaa. Tällöin puhutaan hajautetusta palvelunestohyök-
käyksestä (Distributed Denial of Service, DDoS). (Mehmud 2011, 3-4.) 
Hajautettuihin palvelunestohyökkäyksiin käytetään bottiverkkoja (botnet). Bottiver-
kot ovat useista orjakoneista koostuvia verkkoja. Bottiverkoissa orjakoneet (zombie) 
toteuttavat ohjauspalvelimelta (Command & Control) saamiansa käskyjä. Palvelunes-
tohyökkäysten lisäksi bottiverkkoja voidaan käyttää esimerkiksi roskapostin lähettä-
miseen. (Zhang ym. 2011.) 
Ohjauspalvelin voi olla keskitetty, jolloin käskyt saadaan yhdeltä tai useammalta pal-
velimelta, mutta erityisesti uudemmat bottiverkot ovat P2P-periaattella toimivia. 
P2P-bottiverkoissa orjakoneet muodostavat yhteyksiä toisiinsa ohjeiden vaihtoa var-
ten. Tämän takia bottiverkon sulkeminen ohjauspalvelimen sulkemalla ei ole enää 
mahdollista. (Dae-il ym. 2009.) 
Yleensä bottiverkot koostuvat haittaohjelmilla kaapatuista koneista, mutta selainten 
kehittyminen on avannut uusia mahdollisuuksia toteuttaa hyökkäyksiä käyttämällä 
Javascriptiä, jonka avulla hyökätään kohteeseen. (Grossman & Johansen 2013; Zhang 
ym. 2011.) 
3 Sovelluskerroksen palvelunestohyökkäykset 
3.1 Yleisesti 
OSI-mallin sovelluskerroksen palvelunestohyökkäyksissä (Application Level Denial of 
Service) hyödynnetään ohjelmistosta löytyviä virheitä tai konfiguraatiovirheitä palve-
lunestohyökkäyksen toteuttamisessa. Nämä ovat monesti tehokkaampia ja vaativat 
hyökkääjältä vähemmän resursseja kuin perinteisemmät verkkotason tulvitushyök-
käykset. Toisaalta kohteeltakin vaaditaan haavoittuva palvelu, jota vastaan hyökä-
tään. Riippuen hyökkäyksestä vaikutus voi kohdistua koko palvelimeen tai vain yh-
teen palveluun, jolloin muut ovat vielä käytettävissä. (Durcekova ym. 2012.) 
Yksinkertaisimmillaan sovelluskerroksen hyökkäys voi olla HTTP-kyselytulvitus, jossa 
lähetetään kelvollisia HTTP-kyselyitä. Koska kyselyt ovat kelvollisia, palomuurit eivät 
voi helposti erottaa aitoja ja hyökkäykseen kuuluvia kyselyjä. Hyökkäyksissä pyritään 
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kuluttamaan palvelimelta rajallisia resursseja esimerkiksi CPU-aikaa tai muistia 
(Durcekova ym. 2012.). 
Peilaushyökkäyksessä (Reflection attack / Amplification attack) lähetetään kysely 
UDP-protokollaa käyttävään palveluun käyttäen väärennettyä lähdeosoitetta. Tämä 
on mahdollista, koska UDP on tilaton protokolla eli se ei vaadi TCP:n tapaan yhtey-
den muodostusta. Peilaushyökkäyksessä kohteeseen lähetetään protokollan kan-
nalta toimiva kysely, joka tuottaa mahdollisimman ison vastauksen. Peilaushyök-
käystä voidaan käyttää tukkimaan kohteen ulospäin lähtevä yhteys tai hyökkäämään 
kolmannen osapuolen palveluun. Hyökkäyksessä käytetään sellaisia komentoja, jotka 
tuottavat pienellä kyselyllä suuren vastauksen ja eivät varmista lähettäjää. Esimer-
kiksi, jos 50 tavun kysely tuottaa 500 tavun vastauksen, hyökkääjä saa kasvatettua 
volyymin 10-kertaiseksi eli hyökkääjän lähettäessä kyselyjä 10 megabitin nopeudella, 
pavelin lähettää vastauksia uhrille 100 megabitin nopeudella. (DNS Amplification At-
tacks 2013.) 
Arbor Networksin tutkimuksen mukaan 24 % hyökkäyksistä on sovelluskerroksen-
hyökkäyksiä ja vastaajista 82 % on hyökätty eri HTTP-protokollan hyökkäyksillä, 77 % 
on hyökätty DNS-protokollan hyökkäyksillä ja 54 % HTTPS-protokollan hyökkäyksillä. 
(Arbor Networks 2013.) 
3.2 Webpalvelimet 
3.2.1 Hyökkäystavat 
Webpalvelimet käyttävät pääosin HTTP-protokollaa sivujen siirtämiseen. Sen rinnalla 
on kuitenkin käytössä myös muita harvinaisempia protokollia, joita voidaan käyttää 
joissakin tapauksissa, mutta varsinaisia korvaajia ne eivät ole. 
HTTP:n rinnalla on olemassa Googlen kehittämä SPDY, joka on muokattu versio 
HTTP-protokollasta. SPDY:n pyrkimys on vähentää kaistankäyttöä kaistan käyttöä. 
Esimerkiksi otsikot lähetetään pakattuna. Se on tällä hetkellä kuitenkin erittäin harvi-
nainen ja käytössä alle prosentissa websivuista. HTTP:n version 2.0 työversio perus-
tuu SPDY-protokollaan, joilloin nämä parannukset ovat mahdollisesti tulossa HTTP-
protokollaan. (Usage of SPDY for websites 2014; Nottingham 2012.) 
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WebSocket on websovellusten tapa siirtää tietoa molempiin suuntiin, ja se on tarkoi-
tettu esimerkiksi reaaliaikasovelluksiin. Websocket-yhteyden muodostukseen käyte-
tään HTTP-protokollan mukaista kyselyä, jossa on tarvittavat otsikot, mikä mahdollis-
taa saman portin käyttämisen sekä HTTP- että WebSocket-yhteyksille. (Fette & Mel-
nikov 2011.) 
HTTP-protokollassa on määritelty useampi metodi, joilla on oma tarkoituksensa. Tär-
keimmät näistä ovat GET ja POST. GET-metodia käytetään sivun hakemiseen palveli-
melta. Kuviossa 1 esimerkki tyypillisestä sivulatauksessa, jossa on käytetty GET-me-
todia. HEAD-metodi toimii kuten GET-metodi, mutta varsinaista sisältöä ei palauteta, 
ainoastaan HTTP-otsikot, mikä säästää kaistaa, jos varsinaista tiedostoa ei tarvita. 
(Fielding ym. 1999.) 
 
Kuvio 1. Esimerkki HTTP GET-pyynnöstä 
POST-metodia käytetään lomaketietojen tai tiedostojen siirrossa palvelimelle. Lo-
make voi olla esimerkiksi palautelomake. Lomaketietoja voidaan kuitenkin siirtää 
myös GET-metodissa, jos ne siirretään osana osoitetta, esimerkiksi hakulomakkeet, 
tämä mahdollistaa linkittämisen sivuihin ja siten myös hakukoneella löytymisen. Ku-
viossa 2 on esimerkki HTTP POST-pyynnössä, jossa on mukana lomaketietoja. (Field-
ing ym. 1999.) 
 
Kuvio 2. Esimerkki HTTP POST-kyselystä 
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HTTP-kyselyihin voidaan määritellä otsikoita, jotka erotellaan rivivaihdolla ja viimei-
sen otsikon jälkeen lähetetään vielä uusi rivivaihto, jotta palvelin tietää kyselyn päät-
tyneen ja voi siirtyä vastaamaan siihen. Otsikoilla kerrotaan palvelimella lisätietoja 
pyynnöstä. Ainoastaan sivuston DNS-nimi (Host) on pakollinen, tämä mahdollistaa 
useamman eri sivuston samassa IP-osoitteessa. (Fielding ym. 1999.) 
Pakollisen Host-otsikon lisäksi selaimet yleensä kertovat ainakin tuetut tiedostomuo-
dot (Accept), halutut kielet (Accept-Language), selaimen (User-Agent), tuetut pak-
kausmuodot (Accept-Encoding). (Fielding, ym. 1999.) 
Tietojen lähetyksessä POST-metodilla määritellään näiden lisäksi myös tietojen lähe-
tysmuoto (Content-Type) ja tietojen pituus (Content-Length). (Fielding ym. 1999.) 
Hitaissa hyökkäyksissä (slow rate attack) kulutetaan palvelimen resursseja pitkittä-
mällä yhteyttä. Yhteyden pitkittäminen onnistuu esimerkiksi pidentämällä kyselyä ns. 
turhalla datalla, joka on kuitenkin protokollan mukaista ja lähettämällä se palveli-
melle mahdollisimman hitaasti eli juuri ennen kuin palvelin katkaisisi yhteyden. Tästä 
syystä hyökkäys ei vaadi hyökkääjältä suurta kaistaa, kuten esimerkiksi tulvitukseen 
perustuvat hyökkäykset. (Hansen 2009.) 
Yhteyksien kirjaus logiin tapahtuu yhteyden päätyttyä, joten hyökkäyksen aikana ei 
logiin tule merkintöjä. Jos hyökkääjä lopettaa yhteyden ajoissa hyökkäyksestä jää sa-
manlainen merkintä kuin tavallisesta onnistuneesta yhteydestä (200 OK). Hyökkääjä 
voi testata palvelimen aikakatkaisu ajan, jolloin hyökkäys voidaan mitoittaa kohteelle 
oikein, jolloin virheitä tulee mahdollisimman vähän. (Hansen 2009.) 
Slowloris-hyökkäyksessä käytetään hyväksi mahdollisuutta määritellä otsikoita en-
nalta määrittämättömiä otsikoita. Hyökkäyksessä palvelimelle lähetetään mahdolli-
simman harvoin uusi otsikko, jotta palvelin ei aika katkaise yhteyttä. Tätä jatketaan, 
kunnes palvelin katkaisee yhteyden. Näin saadaan varattua palvelimelta yhteyksiä 
mahdollisimman pitkäksi aikaa. Koska hyökkäyksessä ei juuri lähetetä dataa, voi hi-
taallakin yhteydellä avata satoja yhteyksiä. Slowloris-hyökkäys ei ole riippuvainen 
käytetystä metodista, mutta joissakin tapauksissa saattaa vaikuttaa hyökkäyksen toi-
mivuuteen, FreeBSD mahdollistaa HTTP-kyselyiden puskuroimisen Kernel-tasolla. 
Toiminto rajoittuu kuitenkin salaamattomiin yhteyksiin, GET ja HEAD-metodeihin, 
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jolloin hyökkäys onnistuu esimerkiksi HTTPS yli tai käyttämällä POST-metodia. (Han-
sen 2009; FreeBSD Project 2000.) 
Toiminnaltaan tätä voidaan verrata SYN-tulvitus hyökkäykseen, jossa jätetään TCP-
yhteyden avaus kesken ja Slowloris-hyökkäyksessä avataan TCP-yhteys, mutta ei lä-
hetetä täydellistä HTTP-kyselyä.  
Slow HTTP POST -hyökkäys (myös RUDY tai r-u-dead-yet) on toinen HTTP-protokol-
laan perustuva hidas hyökkäys, joka kohdistuu POST-metodia käyttäviin lomakkeisiin. 
Hyökkäyksessä lähetetään otsikot normaalisti, mutta kyselyyn liitetään mahdollisim-
man pitkä lomaketieto. Apache sallii oletusasetuksilla kahden gigatavun lomaketie-
dot, jolloin yhteys saadaan varattua hyvin pitkäksi aikaa. (Onn Chee & Brennan 2010; 
Apache HTTP Server Version 2.4 Documentation 2014.) 
Kuten otsikot, myös lomaketiedot voidaan lähettää hitaasti, jolloin palvelin joutuu 
odottamaan kauemmin ja hyökkääjän ei tarvitse kuluttaa kaistaa hyökkäyksen to-
teuttamiseen, joka tässäkin tapauksessa mahdollistaa satojen yhteyksien avaamisen 
yhdestä lähteestä. Riippuen palvelimen asetuksista, tämä voi edellyttää olemassa 
olevaa POST-metodia käyttävää lomaketta. (Onn Chee & Brennan 2010.) 
Molemmissa hyökkäyksissä pyritään pitämään palvelimeen mahdollisimman monta 
avointa yhteyttä, jolloin oikeille käyttäjille ei jää vapaita yhteyksiä ja ne joutuvat jo-
noon odottamaan. Tämän takia ne toimivat hyvin webpalvelimiin, jotka rajoittavat 
yhteyksien määrää. (Onn Chee & Brennan 2010.) 
Säikeistetyissä käsitellään yhtä yhteyttä säiettä kohden, tämä rajoittaa käsiteltävien 
yhteyksien määrän säikeiden määrään. Säikeiden määrää rajoittaa puolestaan palve-
limen muut resurssit, kuten keskusmuisti. Jos yhteyksien määrää ei rajoiteta, tämä 
mahdollistaa palveluneston kuluttamalla palvelimen muisti, jolloin palvelin joutuu lo-
pettamaan prosesseja tai siirtämään osa muistin sisällöstä swap-muistiin. (Erb 2012.) 
Esimerkiksi suosittu Apache perustuu säikeisiin ja yhteyksien määrää rajoittaa ase-
tuksissa sallittu säikeiden ja/tai prosessien määrä. Ylimenevät yhteydet jäävät jo-
noon ja tämä näkyy käyttäjälle hitautena tai selaimen aikakatkaisuvirheenä, riippuen 
kuinka kauan yhteydet joutuvat jonossa odottamaan. (Onn Chee & Brennan 2010; 
Apache HTTP Server Version 2.4 Documentation 2014.) 
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Hyökkäyksellä ei ole läheskään yhtä suurta vaikutusta tapahtumapohjaisiin (event-
driven) webpalvelimiin. Näissä kussakin säikeessä käsitellään vuorotellein useampaa 
yhteyttä ja säikeitä on vain muutamia, esimerkiksi yksi jokaista prosessorin ydintä 
kohden. Esimerkiksi nginx on tapahtuma-pohjainen. 
Slow Read hyökkäyksessä palvelimelta ladataan iso sivu (ei mahdu lähettäjän TCP-
puskuriin), tässä voidaan hyödyntää HTTP-Pipelining ominaisuutta, mikä sallii sa-
maan aikaan useiden sivujen pyytämisen, ennen edellisen kyselyn valmistumista. 
(Shekyan 2013.) 
SlowHTTPTest on testausohjelma, jolla voidaan testata sekä Slowloris- että RUDY-
hyökkäystä. Näiden lisäksi tuettuina on Slow Read ja Apache Range Header-hyök-
käykset. SlowHTTPTest ei muodosta uusia yhteyksiä niiden päätyttyä, joten sillä voi-
daan mitata helposti kauanko kestää, että palvelin katkaisee yhteydet. (Shekyan. 
2013.) 
Slowloris-ohjelma ei anna minkäänlaista tilastotietoa, mutta sitä voidaan käyttää var-
sinaisen hyökkäyksen simuloimiseen ja testata kuinka palvelin siitä selviää. Tällöin 
mittaamiseen voidaan käyttää esimerkiksi Apache Benchmark –ohjelmaa, jolla mita-
taan sivun latausaikoja. 
3.2.2 Suojautuminen 
Apachen tilasivulla Slowloris ja POST DOS -hyökkäyksissä käytetyt yhteydet näkyvät 
lukutilassa (R). Kuviossa 3 on esimerkki, jossa on 50 lukutilassa olevaa yhteyttä. Tästä 
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ei kuitenkaan suoraan voida sanoa ovatko ne hyökkäystä vai oikeita käyttäjiä. Seu-
raamalla tilaa voi olla mahdollista selvittää tämä, mutta tämä on epätarkkaa. 
 
Kuvio 3. Esimerkki Apachen tilasivusta hyökkäyksen aikana 
Hyökkäys voidaan tunnistaa seuraamalla yhteyksiä ja logia. Logi kirjoitetaan vasta yh-
teyden päätyttyä. Suurella yhteysmäärällä logiin pitäisi tulla jatkuvasti merkintöjä, 
mutta jos niitä tulee vähän (verrattuna normaalitilanteeseen samalla yhteysmää-
rällä) voi kyseessä olla Slowloris tai muu hidashyökkäys.  
Hyökkäys voidaan havaita myös yhdestä IP-osoitteesta tulevalla suurella yhteysmää-
rällä mutta tämä voi olla myös internetpalveluntarjoajan NAT tai proxy, jonka kautta 
sivulla on todellisuudessa useampi käyttäjä. Tämän takia yhteysmäärään pohjautuva 
esto voi estää myös oikeiden käyttäjien pääsyn sivustolle, jos raja asetetaan liian pie-
neksi. Jos tarkastellaan vain aikakatkaisuun päättyneitä yhteyksiä hyökkääjä voi ohit-
taa tunnistuksen mitoittamalla yhteyden oikein, jolloin logiin tulee vain onnistuneita 
sivulatauksia. (Giobbi 2009.) 
Apachen moduulit 
Apachelle löytyy useita moduuleja, joita voidaan käyttää Slowloris ja HTTP POST 
DOS-hyökkäysten torjumiseen. 
Apachessa yhteysmäärä rajoitetaan asetustiedostossa, tätä rajoitusta voidaan nos-
taa, jolloin yhteyksiäkin voi olla enemmän. Tässä on kuitenkin rajana palvelimen re-
surssit, erityisesti muisti. (Apache HTTP Server Version 2.4 Documentation 2014.) 
17 
 
ModSecurity on avoimen lähdekoodin Web Application Firewall. ModSecurity perus-
tuu sääntöihin, joita on saatavissa sekä ilmaisia että maksullisia. Säännöillä voidaan 
rajoittaa lukutilassa olevien yhteyksien määrää ja siten rajoittaa hitaiden hyökkäys-
ten vaikutusta. Lisäksi sitä voidaan käyttää myös muiden uhkien, kuten erilaiset XSS- 
ja SQL-injektiot, torjuntaan ja se on saatavilla myös nginx- ja IIS-webpalvelimille. Si-
säänpäin tulevien pyyntöjen lisäksi voidaan tarkistuksia kohdistaa myös ulospäin läh-
tevään vastaukseen.  (ModSecurity 2014.) 
Apchen 2.2.15 versiosta alkaen mukana toimitettavalla mod_reqtimeout-moduulilla 
voidaan asettaa erilliset aikarajat otsikolle ja rungolle. Raja voidaan asettaa myös dy-
naamisesti, jolloin raja kasvaa määrättyyn rajaan asti vastaanotettujen tavujen mu-
kaan, joka rajoittaa minimi nopeuden. Oletuksena tämä moduuli ei ole kuitenkaan 
käytössä ennen versiota 2.3.14. (Apache HTTP Server Version 2.4 Documentation 
2014.) 
Käänteinen välityspalvelin 
Yksi tapa suojautua on käyttää käänteisenä välityspalvelimena esimerkiksi nginx-pal-
velinta tai jotakin muuta palvelinta johon hyökkäys ei toimi. Käänteinen välityspalve-
lin lähettää yhteydet varsinaiselle palvelimelle, kun ne valmistuvat, jolloin hyökkäys 
ei vaikuta taustalla olevaan Apache-palvelimeen. Tästä voi olla myös muita etuja, 
koska näin voidaan toteuttaa myös kuormantasaus, joka mahdollistaa kapasiteetin 
lisäämisen. 
Nginx voi toimia myös palomuurina websovelluksille asentamalla siihen esimerkiksi 
ModSeucrity-websovelluspalomuuri. 
3.3 Verkkosivut / Websovellukset 
3.3.1 Yleisesti 
Webpalvelimella on usein myös verkkosivut, jotka sisältävät monesti esimerkiksi 
PHP-skriptillä tuotettua dynaamista sisältöä. Hyökkääjä voi käyttää näitä apuna 
hyökkäyksen toteutuksessa. Tavallisen staattisen sisällön lataaminen palvelimelta ky-
selytulvituksella erityisesti, kun käytetään nginx tai muuta hyvin suurelle yhteysmää-
rälle soveltuvaa webpalvelinta, ei ole tehokasta. 
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Websovellusten taustalla on useasti tietokantapalvelin, josta haetaan tiedot. Tällöin 
hyökkääjällä on kolme mahdollista kohdetta: webpalvelin, websovellus ja websovel-
luksen kautta myös tietokantaan. Tietokantaan hyökkäämisen voi mahdollistaa esi-
merkiksi sivustolta löytyvä hakutoiminto tai muu raskastoiminto. 
Verkkosivut mahdollistavat myös uusia tapoja toteuttaa hyökkäys. Selaimet ovat ke-
hittyneet, ja Javascriptillä voi tehdä monimutkaisiakin sovelluksia, jotka toimivat no-
peasti. Tämä mahdollistaa myös palvelunestohyökkäyksen toteuttamisen käyttä-
mällä Javascriptin ja selaimen ominaisuuksia lataamaan sivua taustalla, jolloin käyttä-
jästä voi tulla hyökkääjä vierailemalla saastuneella sivulla. Saastuneelle sivustolle 
koodi voi päätyä esimerkiksi mainoskoodiin piilotettuna tai erilaisten tietoturva-auk-
kojen takia (esimerkiksi XSS). Käyttäjä suorittaa koodia, kunnes selain suljetaan tai 
sivusto suljetaan, minkä takia hyökkäys on sitä tehokkaampi, mitä pidempään sivulla 
ollaan. (Clark 2013; Atias 2014) 
Websovellusten tietoturva puutteet tai ominaisuudet voivat mahdollistaa niiden 
käyttämisen hyökkäyksessä. Esimerkiksi WordPressin pingback-toimintoa voidaan 
käyttää tähän tarkoitukseen. (Moore 2014.) 
3.3.2 Kyselytulvitus 
Kyselytulvituksessa (Request Flood) ladataan palvelimelta sivuja mahdollisimman no-
peasti. Käytännössä kohteena on oltava websovellus tai muu dynaaminen sivu, jotta 
sen avulla saadaan palvelimen prosessorikäyttöä nostettua. Jos kyseessä on staatti-
nen tai kevyt websovellus, kyselytulvitusta tehokkaampaa on käyttää jotakin muuta 
hyökkäystä, kuten esimerkiksi Slowloris ja RUDY-hyökkäykset. 
Kyselytulvituksen voi toteuttaa Javascriptillä, jolloin se on mahdollista upottaa netti-
sivulle, jolloin sivun käyttäjistä tulee hyökkääjiä. Jos sivustolla on tarpeeksi käyttäjiä, 
jotka pysyvät tarpeeksi kauan, tämä toteutuu esimerkiksi sivuilla joilla on videoita. 
(Clark 2013; Atias 2014) 
3.3.3 Keep-Dead 
HTTPn Keep-Alive toiminto sallii useamman perättäisen kyselyn samassa TCP-yhtey-
dessä. Ilman Keep-Alivea, jokainen sivuun linkitetty resurssi, jouduttaisiin lataamaan 
uudessa TCP-yhteydessä. Keep-Aliven kanssa nämä voidaan lähettää samassa yhtey-
dessä, jolloin säästytään uuden TCP-yhteyden avaukselta. (Fielding ym. 1999.)  
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Keep-Dead on kyselytulvitushyökkäys, jossa käytetään HTTP:n HEAD-metodia, jolla 
haetaan pelkät otsikot ilman sisältöä. Hyökkääjälle tästä on se etu, että vastaus on 
pieni, jolloin vastaukset eivät tuki hyökkääjän kaistaa. Keep-Aliven ansioista jokai-
selle kyselylle ei taritse luoda uutta yhteyttä, jonka seurauksena kyselyitä voidaan lä-
hettää nopeammin ilman uuden TCP-yhteyden muodostusta. Kohteena voidaan 
käyttää websovelluksia esim. PHP-skriptiä, jolloin palvelin ajaa sen, joka puolestaan 
kuluttaa palvelimelta resursseja. (Esrun 2011; Fielding, ym. 1999.) 
3.3.4 Suojautuminen 
Websovellusten suorituskykyä voidaan parantaa käyttämällä erilaisia välimuisti rat-
kaisuja. 
PHP on tulkattavakieli eli se käännetään aina ajettaessa, tähän voidaan käyttää erilai-
sia välimuistiratkaisuja, jotka ottavat talteen tulkatun koodin ja käyttävät sitä seuraa-
villa sivulatauksilla, jolloin sitä ei tarvitse enää kääntää. Tämä ei sovelluksen osalta 
vaadi erityistoiminpiteitä. (OPCache 2014.) 
Lisäksi voidaan käyttää ratkaisuja, jotka tallentavat osan sivusta, esimerkiksi 
memcached. Tämä edellyttää, että sovellus tukee näitä toimintoja ja on konfigurointi 
käyttämään niitä. (Memcached 2014.) 
Erilaisilla websovellus palomuureilla voidaan rajoittaa sivun latauksia, etenkin ras-
kaita, kuten hakusivua, ei voi ladata useasti samasti IP-osoitteesta. (ModSecurity 
2014.) 
3.4 TLS/SSL-palvelunestohyökkäys 
Internetissä käytettävät protokollat ovat monesti salaamattomia esimerkiksi HTTP. 
Tämä mahdollistaa tiedon salakuuntelun ja muuttamisen matkalla, tätä varten on ke-
hitetty salattuja protokollia ja TLS (Transport Layer Security) ja sen edeltäjä SSL (Se-
cure Sockets Layer), joiden avulla voidaan varmistaa estää salakuuntelu ja tiedon 
muuttaminen. (Dierks. & Rescorla. 2008.) 
TLS/SSL-yhteys muodostetaan olemassa olevan yhteyden (esimerkiksi TCP-yhteys) 
päälle eli se ei ole erillinen verkkoprotokolla. SSL-yhteyden sisällä siirretään varsinai-
sen sovelluskerroksen protokollan (esimerkiksi HTTP-liikennettä). (Dierks & Rescorla. 
2008.) 
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TLS-yhteyden aluksi asiakas lähettää ClientHello-viestin, jossa palvelimelle se kertoo 
palvelimelle mm. tuetut Chiper Suitet, joka määrää käytettävän avaimen vaihto algo-
ritmin, salausalgoritmin ja todennusalgoritmin) ja numeron, jota käytetään myöhem-
min salausavaimen luonnissa. Palvelin vastaa tähän ServerHello-viestillä, jossa se il-
moittaa mm. valitun algoritmin ja satunnaisnumeron, jota käytetään salausavaimen 
luonnissa. Tämän jälkeen palvelin lähettää asiakkaalle sertifikaatin, jolla varmistu-
taan, ettei kyseessä ole esimerkiksi MITM-hyökkäys. Tämä jälkeen palvelin lähettää 
ServerHelloDone-viestin. (Dierks & Rescorla 2008.) 
Seuraavaksi suoritetaan avainvaihto, jossa asiakas lähettää algoritmista riippuen pal-
velimelle avaimen salattuna palvelimen julkisella avaimella. Tämän perusteella ja 
aiemmin vaihdettujen satunnaisnumeroiden perusteella lasketaan lopullinen avain. 
Tämän jälkeen asiakas ja sitten palvelin ilmoittavat toisilleen aloittavansa salauksen 
ChangeCipherSpec-viestillä. (Dierks & Rescorla 2008.) 
TLS-yhteyden muodostus on laskennallisesti raskain osa, koska erityisesti avaimen 
vaihtoon käytetyt algoritmit ovat raskaita. Tämä varmistaa sen, ettei salausta voi 
purkaa laskennallisesti järjellisessä ajassa.  (Dierks & Rescorla 2008.) 
Toinen yleisesti käytetty protokolla on SSH, jota käytetään erityisesti etähallintaan, 
mutta sitä voidaan käyttää myös yhteyksien tunnelointiin. (Ylönen & Lonvick 2006.) 
Koska operaatiot ovat raskaita, tämä mahdollistaa myös palvelunestohyökkäyksen 
avaamalla palvelimelle yhteyksiä. Riippuen käytetyistä algoritmista palvelimella käy-
tetty laskentateho voi olla yli 20-kertainen asiakkaakseen nähden, mutta joillakin al-
goritmeilta hyökkääjältä vaadittu laskentateho voi olla suurempi (kuvio 4). 
 
Kuvio 4. Yhteyden muodostukseen kulunut aika RSA-algoritmilla 
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Jotkin algoritmit voivat olla palvelimen kannalta edullisempia, kuin hyökkääjän kan-
nalta. Esimerkiksi Diffie-Hellman (Kuvio 5) on raskaampi asiakaspuolella kuin palvelin 
puolella, näissä tapauksissa hyökkääjä voi jättää laskutoimitukset suorittamatta ja lä-
hettää palvelimelle esimerkiksi satunnaisdataa. Palvelin joutuu kuitenkin tarkista-
maan ja toteamaan, ettei data ole kelvollista, mutta tämä ei kuitenkaan yhtä teho-
kasta, kuin laskennallisesti kelvollisilla arvoilla yhteyden muodostus. (Sukalp 2012.) 
 
Kuvio 5. Yhteyden muodostukseen kulunut aika Diffie-Hellman algoritmilla 
Jos palvelin sallii asiakkaalta avaimen vaihdon (SSL Renegotation) hyökkääjä voi käyt-
tää tätä hyökkäyksessä, jolloin hyökkääjän ei tarvitse avata uutta TCP-yhteyttä vaan 
se voi käyttää yhtä yhteyttä, jossa neuvotellaan jatkuvasti uudet salausavaimet. (Su-
kalp 2012.) 
Koska liikenne on salattua palvelinohjelmistolle asti, tämä vaikeuttaa palomuurin toi-
mintaa, koska se ei voi tarkastella yhteyden sisältöä ja hyökkääjän on mahdollista to-
teuttaa esimerkiksi Slowloris-hyökkäys HTTPS-palvelimeen, vaikka palomuuri pystyisi 
tunnistamaan sen salaamattomasta. (Sukalp 2012.) 
Suojautuminen 
TLS/SSL-hyökkäyksien vaikutusta voidaan vähentää rajoittamalla samasta IP-osoit-
teesta tulevia SSL-yhteyksiä. Tässä on kuitenkin otettava huomioon internetpalvelun-
tarjoajien proxy ja NAT-ratkaisut, joiden takia yhden IP-osoitteen takana voi olla 
useita käyttäjiä. (Sukalp 2012.; Giobbi 2009.) 
Lisäksi voidaan valita tuetut salaustavat siten, että raskaimmat eivät ole käytettä-
vissä ja asiakkaalta tulevia SSL Renegotation-pyyntöjä ei sallita. (Sukalp 2012.) 
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3.5 DNS 
3.5.1 DNS:n toiminta 
DNS-palvelua käytetään selvittämään domain-nimen IP-osoite. Käytännössä kaikki 
palvelut internetissä ovat domain-nimen takana. 
Kun käyttäjä avaa verkkosivun (esim. google.fi), täytyy selvittää tähän liittyvä IP-
osoite. IP-osoitteen selvittämiseksi lähetetään käytetetään DNS Resolveria. Jos DNS-
Resolverilla ei ole välimuistissa domainin tietoja, suoritetaan DNS-rekursio, jossa sel-
vitetään domainista vastaava nimipalvelin. 
DNS Resolver voi palauttaa välimuistissa olevan IP-osoitteen. Jos osoitetta ei ole väli-
muistissa, suoritetaan DNS-rekursio, jossa haetaan nimipalvelin tasokerrallaan.  
DNS-rekursio on monivaiheinen operaatio, jossa selvitetään kohdepalvelimen IP-
osoite, esimerkiksi google.fi. DNS-rekursio aloitetaan ylimmältä tasolta eli juurinimi-
palvelin, jolta saadaan seuraavan tason nimipalvelimet (tässä tapauksessa fi-päät-
teen nimipalvelimet). Tämä voidaan todeta komennolla dig google.fi @i.root-
servers.net. +norec.  (ks. kuvio 6) 
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Kuvio 6. Juurinimipalvelimen vastaus kyselylle google.fi -domainista 
Vastauksen perusteella kyselyä jatketaan jollekin seuraavan tason nimipalvelimelle, 
esimerkiksi g.fi (156.154.101.26), josta saadaan kuvion 7 mukainen vastaus. 
 
Kuvio 7. g.fi –nimipalvelimen vastaus kyselylle google.fi -domainista 
Seuraavaksi kyselyohjataan jollekin nimipalvelimista, esimerkiksi ns1.google.com. 
Tässä vaiheessa joudutaan selvittämään nimipalvelimen IP-osoite samalla tavalla, 
koska sitä ei ollut vastauksessa. 
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Tässä tapauksessa ns1.google.com on viimeinen nimipalvelin ja antaa varsinaisen 
vastauksen kyselyyn. (Tässä tapauksessa oletus A eli IPv4-osoite). Muita tietueita 
ovat esimerkiksi AAAA (IPv6-osoite), NS (nimipalvelin) ja MX (sähköpostipalvelin). 
ANY-kysely palauttaa kaikki domainin tietueet. 
Kentän TTL (time-to-live) kertoo elinajan, jonka jälkeen tieto poistetaan välimuistista 
ja kysytään uudelleen. Kuviosta 8 nähdään, että Google on valinnut ajaksi 5 minuut-
tia (300 sekuntia). 
 
Kuvio 8. ns1.google.com –nimipalvelimen vastaus kyselylly 
Koska DNS-palvelu on kriittinen internetin toimivuudelle, on se myös hyökkääjille 
houkutteleva kohde. Kohteena voi olla esimerkiksi domain-nimen nimipalvelimet, 
jolloin hyökkäys vaikuttaa vain siihen ja mahdollisin muihin samoja nimipalvelimia 
käyttäviin domain-nimiin. (Mantripragada 2013) 
TTL-ajalla on vaikutusta palvelunestohyökkäyksien toimintaan. Pitkällä TTL-ajalla vas-
taus pysyy välimuistissa kauemmin ja muutokset tulevat voimaan hitaammin, jos esi-
merkiksi IP-osoite joudutaan vaihtamaan palveluestohyökkäyksen seurauksena. Jos 
palvelunestohyökkäys saa kaadettua DNS-palvelimet pidemmäksi aikaa kuin TTL, 
DNS-tiedot poistuvat välimuistista ja jos mikään nimipalvelin ei vastaa, ei uusia tieto-
jakaan saada, jolloin käyttäjät eivät pääse sivustolle, vaikka itse webpalvelin olisikin 
käytettävissä. (Mantripragada 2013) 
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3.5.2 DNS-peilaushyökkäys 
DNS mahdollistaa kyselyt UDP-protokollalla, joka on tilaton eikä vaadi yhteyden 
muodostusta ja on siten altis lähettäjän väärentämiselle. Vastaus lähetetään UDP:n 
yli kun se on alle 512 tavua tai käytössä on DNSSEC, jolloin UDP:n yli voidaan siirtää 4 
kilotavuun asti. (Damas, Graff & Vixie 2013.) 
DNS-peilaushyökkäyksessä hyödynnetään DNS-tuottamia suuria vastauksia, jolloin 
hyökkääjä saa vahvistettua hyökkäyksen tehoa. Kuten kuviosta 9 nähdään 67 tavun 
kysely voi tuottaa vastauksen, joka on 529 tavua. Vastaus on tässä tapauksessa kah-
deksan kertainen kyselyyn nähden. Hyökkäyksissä voidaan saada jopa 60 kertainen 
vahvistus, kun käytetään domainia, mikä antaa 4 kilotavun vastauksen maksimi vas-
tauskoko, kun käytetään UDP-protokollaa. 60 kertaisella vahvistuksella, kun hyök-
kääjä lähettää megabitin kaistalla kyselyjä DNS-palvelin lähettää uhrille vastauksia 60 
megabitin vauhdilla.  (DNS Amplification Attacks 2013; Mantripragada 2013.) 
 
Kuvio 9. Esimerkki DNS-kyselystä ja vastauksesta 
Suorissa DNS-peilaushyökkäyksissä pyritään tukkimaan ulospäin lähtevä kaista ja si-
ten estämään palvelimelle saapuvat oikeat kyselyt. Kohteen kannalta tämä vastaa 
DNS-kyselytulvitusta, mutta koska lähdeosoite on väärennetty, vastaukset eivät pa-
laa hyökkääjälle ja siten tuki hyökkääjän omaa kaistaa. (Mantripragada 2013.) 
Epäsuorissa DNS-peilaushyökkäyksessä (DNS-Reflection) lähetetään ANY-kyselyjä 
avoimille DNS-Resolver palvelimille, joissa lähettäjäksi väärennetään hyökkäyksen 
kohde. ANY-kysely sisältää kaikki domainin-tiedot ja on siten pisin mahdollinen. Ha-
jautetussa DNS-peilaushyökkäyksessä käytetään useita eri DNS-palvelimia, jolloin 
hyökkäystä saadaan kasvatettua yli yhden palvelimen kapasiteetin. (DNS Amplifica-
tion Attacks 2013; Mantripragada 2013.) 
3.6 NTP-peilaushyökkäys 
NTP-peilaushyökkäyksessä hyödynnetään NTP (Network Time Protocol) eli aikapalve-
limen monlist-toimintoa, joka palauttaa aikapalvelinta käyttävien koneiden tiedot ja 
siten mahdollistaa sen käyttämisen hyökkäyksessä ja/tai tukkimaan lähtevä kaista, 
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jolloin palvelimen muihin palveluihin yhdistäminen hidastuu tai estyy. NTP käytetään 
UDP-kuljetusprotokollaa. (NTP Amplification Attacks Using CVE-2013-5211 2014.) 
Monlist-toiminto palauttaa tiedot (ks. kuvio 10) korkeintaan 600 aikapalvelinta käyt-
tävästä koneista tai aikapalvelimen käyttämistä muista palvelimista. Lista voi olla 
suuri ja koska monlist-toiminnossa ei ole varmistusta, tämä mahdollistaa väärenne-
tyn IP-osoitteen käytön, jos lähettäjän palveluntarjoaja ei tee pakettien suodatusta. 
(Prince 2014.) 
 
Kuvio 10. monlist-komennon tuloste 
Vaikka kovin monella yrityksellä ei ole käytössä omaa aikapalvelinta, netissä on mo-
nia julkisia aikapalvelimia, joita hyökkääjä voi käyttää hyväkseen. NTP-peilaushyök-
käyksillä on toteutettu jopa 400 gbps-hyökkäyksiä. Näin suurten hyökkäysten tor-
junta on erittäin vaikeaa. (Prince 2014.) 
Tältä hyökkäykseltä voidaan suojautua päivittämällä aikapalvelin sellaiseen versioon, 
joka tukee vain turvallista mrunlist-toimintoa, jossa on lähettäjän varmistus. (Prince 
2014.) 
4 Toteutus 
4.1 Ympäristö 
Tehtävänä oli toteuttaa ympäristö, jossa voidaan testata hyökkäysten vaikutusta 
suojattuun ja suojaamattomaan koneeseen. Toteutuksessa keskityttiin erityisesti 
HTTP-protokollan hitaisiin hyökkäyksiin ja websovelluksiin kohdistuviin hyökkäyksiin, 
koska tilaajalla on käytössä DNS- ja NTP-hyökkäyksien testaukseen. 
Toteutus tapahtui virtualisoidussa Vmware vCould-ympäristössä. Käyttöjärjestel-
mänä käytetään Ubuntu Linux 12.04 LTS-versiota. Palvelimet ovat verkossa kuvion 11 
mukaisessa topologiassa. Reitittimenä toimii myös Ubuntuu 12.04 LTS-kone. Reititti-
messä ei ole palomuuria tai vastaavaa, mikä voisi vaikuttaa tuloksiin. 
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Kuvio 11. Ympäristön verkkokaavio 
Ympäristöön kuuluu kolme kohdetta. Ensimmäinen kohde on altis hyökkäyksille. Toi-
sessa ja kolmannessa kohteessa käytetään eri suojaustapoja. Tämä mahdollistaa toi-
minnan vertaillun eri hyökkäysten alla kussakin kohteessa. 
Kohteina olevilla koneilla on käytössä saman verran laitteistoresursseja, jolloin erot 
tulevat ainoastaan ohjelmistoista, mikä tekee tuloksista vertailukelpoisia, jolloin 
niistä nähdään miten eri muutokset vaikuttavat toimivuuteen. 
Kohteisiin asennettiin Apache, PHP, MySQL liitteen 1 mukaisesti. Lisäksi Pavelimelle 
3 asennettiin nginx liitteen 2 mukaisesti. SSL-testejä varten palvelimille luotiin SSL-
serfikaatit liitteen 3 mukaisesti. 
Ympäristössä on kaksi hyökkäyskonetta, joilla toisella voidaan suorittaa hyökkäys ja 
toisella tehdä mahdolliset mittaukset. Näissä on asennettuna graafinen käyttöliit-
tymä, joka helpottaa käyttöä, kun tarvitaan useita samanaikaisia ohjelmia. 
Hyökkäykset tapahtuvat Hyökkäys 1-koneelta. Tälle on asennettu SlowHTTPTest (liite 
4), Keep-Dead (liite 5), Slowloris (liite 6) ja SSL Squeeze (liite 7). Lisäksi iftop (liite 8), 
jolla voidaan seurata hyökkäyksessä käytettyä kaistaa. Testitapauksia varten on tehty 
28 
 
skriptit, mikä helpottaa niiden suorittamista (ks. liite 9). Lisäksi käytettävissä on 
webkäyttöliittymä, jonka kautta voidaan ajaa SlowHTTPTest, tämä pyörii Apachen ja 
PHP:n päällä.  
Mittaus tapahtuu toisella koneella (Hyökkäys 2), jolloin hyökkäys ei vaikuta epäsuo-
rasti tuloksiin. Lisäksi tällä palvelimella on Squid-välityspalvelin, jota voidaan käyttää 
Hyökkäys 1-koneelta testauksessa. 
Taulukko 1. Ympäristön virtuaalikoneet 
Kone IP-osoite CPU Muisti 
Palvelin 1 192.168.0.2 1 vCPU 4 GB 
Palvelin 2 192.168.2.2 1 vCPU 4 GB 
Palvelin 3 192.168.3.2 1 vCPU 4 GB 
Hyökkäys 1 192.168.50.2 1 vCPU 1 GB 
Hyökkäys 2 / Mit-
taus 
192.168.51.2 1 vCPU 1 GB 
4.2 Webpalvelimen suojaus 
4.2.1 Ympäristö 
Webpalvelimeen hyökätään eri hitailla hyökkäyksillä ja verrataan näiden vaikutusta 
ja toimintaa. Testaustyökaluina käytettään SlowHTTPTest:iä. 
Palvelimella 1 on Apache 2.2.22 ja PHP 5.3.10. Ubuntussa on uusille asennuksille käy-
tössä asetukset, joissa on oletuksena mod_reqtimeout. Tämä on poistettu käytöstä 
komennolla ”a2dismod reqtimeout”. Palvelinta 1 käytetään testitapauksena suojaa-
mattomasta kohteesta, joka mahdollistaa demoamisen muuttamatta asetuksia. 
Palvelimella 2 on Apache 2.2.22 ja PHP 5.3.10. Tähän tehdään muutoksia asetuksiin 
ja yritetään suojata se hyökkäyksiltä. 
Palvelimella 3 on nginx käänteisenä välityspalvelimena, jonka takana Apache 2.2.22 
samoilla asetuksilla kuin palvelimella 1.  Tässä tapauksessa nginx on portissa 80 ja 
Apache kuuntelee portissa 8080 ja vain paikallisessa IP-osoitteessa (127.0.1.1), koska 
Apacheen voisi hyökätä, jos se olisi julkisesti saatavilla ja hyökkääjä saisi tietoonsa 
sen käyttämän portin esimerkiksi porttiskannauksen avulla. 
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Hyökkäystyökaluina käytetään SlowHTTPTest, Keep-Dead,  Slowloris,  ja SSLSqueeze -
työkaluja. Testitapauksia varten tehdään testiskriptit, jolloin ne voidaan ajaa helposti 
myöhemmin uudestaan. 
Toimivuutta mitataan Hyökkäys 2 palvelimelta Apache Benchmarkilla. Apache 
Benchmark mittaa sivunlataus aikaa määrätyllä yhteysmäärällä (samanaikaiset sivu-
lataukset) ja latausmäärällä (sivulatauksia yhteensä). 
4.2.2 Testi 1 – SlowHTTPTest – Slow Headers - Apache oletusasetuksilla 
Ensimmäisessä testissä hyökättiin SlowHTTPTestin Slow Headers-hyökkäyksellä 
(sama kuin Slowloris) Palvelimelle 1 asennettuun Apacheen, jossa ei ole suojauksia 
tätä hyökkäystä vastaan. Hyökkäyksessä käytettiin sellaista yhteysmäärää, joka ei 
riitä täydelliseen palvelunestotilanteeseen ja tutkitaan miten palvelin käyttäytyy 
tässä tilanteessa ja kuinka se vaikuttaa latausaikoihin. 
Latausajan mittaamiseen käytettiin Apache Benchmarkia. Mittaukset suoritettiin toi-
selta koneelta, jotta SlowHTTPTest ei vaikuttaisi tuloksiin. 
Apache Benchmarkin komennot ovat muotoa: 
ab –r –n [latausmäärä] –c [yhteydet] [kohde] 
Apache Benchmark tulostaa tilastot latausajoista ruudulle ja tiedot mahdollisesta 
epäonnistuneista sivulatauksista. 
Kuviossa 12 on latausajat perustilanteessa. Normaalitilanteessa staattisen html-sivun 
lataus kestää 16 ms – 219 ms, keskiarvon ollessa 47 ms. 
 
Kuvio 12. Latausajat perustilanteessa 
SlowHTTPTestin komennot ovat muotoa: 
slowhttptest –g –o [nimi] –c [yhteysmäärä] –l [kesto] –u 
[kohde] 
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Tässä –g –o [nimi] tuottaa tilastot [nimi].html tiedostoon. Yhteysmäärä määrittelee 
käytettävän yhteysmäärän ja kesto määrittelee maksimiajan, jos palvelin katkaisee 
yhteydet, testi päättyy aiemmin. 
Testiskriptin 1 (ks. liite 1) avulla tämä voidaan ajaa: 
/testit/testi1.sh [nimi] [kohde] [yhteysmäärä] [kesto] 
Ensimmäinen testi ajetaan komennolla: 
/testit/testi1.sh testi1 http://192.168.0.2/ 50 400 
Tämä komento luo 50 yhteyttä ja kestää maksimissaan 400 sekuntia, jonka jälkeen 
yhteydet katkaistaan.  Tilastot kirjoitetaan testi1.html-tiedostoon. 
Kuviossa 13 tulokset, joista huomataan, ettei palvelin katkaise yhteyksiä testin ai-
kana (oranssi käyrä). Tämä paljastaa palvelimen olevan haavoittuva hitaille hyök-
käyksille. 
 
Kuvio 13. SlowHTTPTest 50 yhteydellä 
Kuten kuviosta 14 nähdään, palvelin pystyy vastaamaan lähes samassa ajassa vaikka 
hyökkääjällä on varattuna 50 yhteyttä. 
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Kuvio 14. Latausajat testin aikana 
4.2.3 Testi 2 – Maksimi yhteysmäärän määrittäminen SlowHTTPTestillä 
SlowHTTPTestissä pystytään määrittelemään kuinka nopeasti yhteyksiä muodoste-
taan parametrillä –r. Tarpeeksi pienellä arvolla saadaan kuvio, jossa näkyy kuinka 
monen yhteyden jälkeen palvelin lakkaa vastaamasta.  
Tätä käytetään määrittämään Pavelimen 1 kapasiteetti eli kuinka monta yhteyttä sii-
hen voi olla samanaikaisesti. Tässä testissä oletetaan, että palvelin ei rajoita yhdestä 
IP-osoitteesta tulevia yhteyksiä. Tässä tilanteessa palvelin lakkaisi vastaamasta vain 
hyökkääjälle ja hyökkääjän tarvitsee käyttää hajautettua palvelunestohyökkäystä. 
Testiscripti ajetaan komennolla (ks. liite 1): 
/testit/testi2.sh testi2 http://192.168.0.2/ 400 
Testiscripti määrittelee testin pituuden automaattisesti yhteismäärälle sopivaksi. Yh-
teyksiä määritellään muodostettavaksi kaksi sekunnissa, jolloin testin pituus on se-
kunti per kaksi yhteyttä. 
Kuviosta 15 nähdään, että palvelin lakkaa vastaamasta (vihreä käyrä) testiyhteyksiin 
n. 150 yhteyden (oranssi käyrä) kohdalla. 
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Kuvio 15. Maksimiyhteysmäärän selvittäminen 
Kuviossa 16 top-ohjelman tuloste samalta ajalta. Tässä nähdään Apachen prosessi 
kohtainen CPU- ja muistikäyttö ja koko palvelimen CPU- ja muistikäyttö.  Tästä voi-
daan todeta, ettei hyökkäys aiheuta suurta CPU- tai muistikuormaa, vaan ainoastaan 
täyttää webpalvelimen (tässä tapauksessa Apache) yhteyspaikat, johon hitaissa 
hyökkäyksissä palvelunesto perustuu. 
 
Kuvio 16. Apachen CPU- ja muistikäyttö 
Tulos voidaan varmistaa testaamalla se samaan tapaan kuin testissä 1. Tämä tapah-
tui komennolla: 
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/testit/testi1.sh testi2b http://192.168.0.2/ 150 400 
Kuviossa 17 näkyvistä tuloksista voidaan todeta, että näillä asetuksilla 150 yhteyttä 
riittää palvelunestohyökkäykseen (vihreä käyrä). Oranssista käyrästä nähdään, ettei 
palvelin katkaise yhteyksiä, tämä mahdollistaa määräämättömän pitkän palvelunes-
tohyökkäyksen. 
 
Kuvio 17. SlowHTTPTest 150 yhteydellä Palvelimeen 1 
4.2.4 Testi 3 – mod_reqtimeout 
Mod_ReqTimeout-moduulilla voidaan rajoittaa otsikon ja mahdollisen rungon sisäl-
lön lukemiseen käytettävän ajan.  
Ubuntussa mod_reqtimeout-moduuli voidaan ottaa käyttöön komennolla: 
ae2enmod reqtimeout 
Ubuntun oletusasetukset (ks. kuvio 18) moduulille sallivat otsikoille 20 sekuntia, jota 
voidaan kasvattaa 40 sekuntiin, kun lähetysnopeus on 500 tavua/s. Itse rungolle ei 
ole maksimi aikaa, vaan ainoastaan sama minimi nopeus kuin otsikoissa. 
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Kuvio 18. Ubuntun oletusasetukset mod_reqtimeout moduulille 
Asetukset voidaan testata komennolla: 
/testit/testi1.sh testi3 http://192.168.2.2/ 50 400 
Tämä suorittaa SlowHTTPTest:in 50 yhteydellä ja 400 sekunnin maksimi kestolla ja 
tilastot kirjoitetaan testi3.html-tiedostoon. 
Kuviosta 19 nähdään, että palvelin alkaa katkaisemaan yhteyksiä n. 21 sekunnin koh-
dalla, joten asetusten voidaan todeta toimivan. 
 
Kuvio 19. SlowHTTPTest 50 yhteydellä Palvelimen 2, kun käytössä mod_reqtimeout 
Ilman suojausta 150 yhteyttä riitti estämään palvelimelle pääsyyn. Kuten kuviosta 20 
nähdään, näillä asetuksilla ei ole tähän vaikutusta ja se riittää edelleen estämään toi-
minnan. Toisin kuin aiemmin palvelin katkaisee yhteydet ja sen jälkeen se on taas 
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toiminnassa eli hyökkääjä ei pysty pitämään yhteyksiä määräämättömän kauan. 
Hyökkääjä voi kuitenkin toistaa hyökkäystä, jolloin sivuston toiminta häiriintyy. 
/testit/testi1.sh testi3 http://192.168.2.2/ 150 400 
 
Kuvio 20. SlowHTTPTest 150 yhteydellä Palvelimelle 2, kun käytössä mod_reqti-
meout 
Kuten kuviosta 21 nähdään, sivunlataukset toimivat, mutta ne ovat erittäin hitaita. 
Sivulatauksissa kestää noin 14 sekuntia eli ne joutuvat odottamaan siihen asti kun 
palvelin alkaa tiputtamaan yhteyksiä. Tämä on sen verran pitkä aika, että käyttäjä voi 
luulla sivuston olevan alhaalla. 
 
Kuvio 21. Vastausaika hyökkäyksen aikana. 
4.2.5 Testi 4 – ModSecurity 
ModSecurityä voidaan käyttää rajoittamaan yhtäaikaisten yhteyksien määrää. Nor-
maalisti selaimet käyttävät vain muutamaa yhteyttä, mutta rajoituksissa on otettava 
huomioon myös NAT- ja välityspalvelin ratkaisut, jolloin yhden IP-osoitteen takana 
voi olla useita käyttäjiä. ModSecurity asennettiin Palvelimelle 2 liitteen 10 mukai-
sesti. 
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Lukutilassa olevien yhteyksienmäärän rajoittamiseen käytetään komentoa SecReadS-
tateLimit, jolle annetaan parametrina sallittava yhteysmäärä. Esimerkiksi ”SecReadS-
tateLimit 50” rajoittaa samasta IP-osoitteesta tulevat yhteydet 50:neen ja katkaisee 
loput. 
Toimivuus voidaan todeta ottamalla sääntö käyttöön ja testaamalla se SlowHTTPTes-
tillä. Kuten kuviosta 22, nähdään palvelin katkaiseen yhteyksiä heti (sininen viiva). 
Eron voi huomata vertaamalla esimerkiksi testiin 3. Palvelin lakkaa vastaamasta 
hyökkääjän pyyntöihin, jolloin SlowHTTPTest luulee palvelun kaatuneen (vihreä 
viiva).  
 
Kuvio 22. SlowHTTPTest 150 yhteydellä 
Palvelun normaali toimivuus muille käyttäjille voidaan kuitenkin todeta testaamalla 
se toiselta koneelta Apache Benchmarkilla (ks. kuvio 23). 
 
Kuvio 23. Apache Benchmark Hyökkäys 2-koneelta. 
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Säännön toimivuus voidaan todeta myös Apachen virhelogista, josta löytyy tiedot 
ModSecurityn katkaisemista yhteyksistä. Kuten kuviosta 24 nähdään, testin aikana 
tuli  logimerkintöjä katkaistuista yhteyksistä. 
 
Kuvio 24. ModSecurityn estämät yhteydet Apachen logissa 
4.2.6 Testi 5 – nginx käänteisenä välityspalvelimena 
Palvelimella 3 on käytössä nginx, joka toimii käänteisenä välityspalvelimena 
Apachelle, joka on asennettua samalla koneelle. Apache on samoilla asetuksilla kuin 
Palvelin 1 eli siinä ei ole suojauksia hyökkäyksiä vastaan. 
Kuviosta 25 huomataan, ettei 150 yhteyttä riitä estämään toimintaa kuten Apachen 
kanssa, vaan palvelu pysyy toiminnassa koko testin ajan. Lisäksi voidaan todeta, että 
nginx oletusasetuksilla katkaisee yhteydet 60 sekunnin jälkeen (sininen viiva). Tästä 
voidaan todeta myös se että taustalla oleva Apache ei rajoita palvelun toimivuutta. 
/testit/testi1.sh testi5a http://192.168.3.2/ 150 400 
 
Kuvio 25. SlowHTTPTest nginx-palvelimeen 150 yhteydellä 
Kuten kuviosta 26 nähdään, hyökkäyksen kasvattaminen 500 yhteyteen ei riitä luo-
maan palvelunestotilannetta.  Testaukseen käytettiin komentoa: 
/testit/testi1.sh testi5b http://192.168.3.2/ 500 400 
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Kuvio 26. SlowHTTPTest nginx-palvelimeen 500 yhteydellä. 
Kuten kuviosta 27 nähdään, samaan aikaan palvelin pystyy vastaamaan käyttäjien 
pyyntöihin ongelmitta. 
 
Kuvio 27. Vastausaika hyökkäyksen aikana 100 käyttäjällä. 
4.2.7 Testi 6 – SlowHTTPTest – Slow Read 
SlowHTTPTestin Slow Read-hyökkäyksessä palvelimelta luetaan hitaasti tiedostoa. 
Koska tässä lähetetään valmis kysely, hyökkäykseen ei vaikuta edellisessä testeissä 
tehdyt muutokset. Tämä hyökkäys edellyttää, että ladattava sivu on sellainen, että se 
ei mahdu käyttöjärjestelmän TCP-lähetyspuskuriin, jolloin webpalvelin (tässä tapauk-
sessa Apache) voisi siirtyä seuraavan yhteyden käsittelyyn. Testaukseen käytettiin 
komentoa: 
/testit/testi3.sh slowread1 http://192.168.0.2/ 200 400 
Komento ajaa SlowHTTPTestin Slow Read-tilassa Palvelimelle 1. 200 yhteydellä ja 
400 sekunnin maksimi kestolla. 
Kuten kuviosta 28 huomataan, tämän seurauksena 200 yhteyttä ei ole riittävä tällä 
estämään palvelimen toimintaa. 
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Kuvio 28. Slow Read-hyökkäys 177 tavun sivuun Palvelimella 1 
Kuten kuviosta 29 nähdään, isompaa tiedostoa käyttäessä (tässä tapauksessa 
testi.bin – 500 kilotavua) palvelunesto onnistuu. Yhden isomman tiedoston sijaan 
hyökkääjä voisi tehdä peräkkäisiä kyselyitä pienemmistä tiedostoista. (ks. kuvio 29). 
/testit/testi3.sh slowread2 http://192.168.0.2/testi.bin 
200 400 
 
Kuvio 29. Slow Read-hyökkäys 500 kilotavun tiedostoon Palvelimella 1 
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4.2.8 Testi 7 – SlowHTTPTest – Slow Read – Suojautuminen 
ModSecurity tarjoaa lukutilassa olevien yhteyksien rajoittamisen lisäksi mahdollisuu-
den rajoittaa kirjoitustilassa olevien yhteyksien määrän. Se onnistuu SecWriteStateLi-
mit, jolle annetaan parametrina sallittava yhteysmäärä. Esimerkiksi ”SecWriteState-
Limit 50”. 
Kuten kuviosta 30 huomataan, palvelin katkaisee yhteydet (sininen käyrä) ja palvelin 
vaikuttaa olevan alhaalla hyökkääjän kannalta. Se johtuu kuitenkin palvelimen rajoi-
tuksista, jotka estävät myös testaukseen käytetyt yhteydet. 
 
Kuvio 30. Slow Read-hyökkäys 200 yhteydellä suojattuun kohteeseen 
Palvelimen toimivuus voidaan todeta testaamalla se toiselta palvelimelta, jolloin yh-
teysmäärän rajoitus ei estä testausta. Testaus tapahtui 50 yhteydellä ja 500 pyyn-
nöllä ja palvelin pystyi vastaamaan pyyntöihin normaalilla nopeudella, kuten kuvi-
osta 31 nähdään. 
 
Kuvio 31. Vastausaika hyökkäyksen aikana 
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4.3 Websovellusten suojaus 
4.3.1 Ympäristö 
Testattavaksi websovellukseksi valikoitui Wordpress, joka on suosittu blogi- ja sisäl-
lönhallintajärjestelmä. 
Websovellukset asennetaan ja testataan samoin kuin webpalvelimen eli Palvelimelle 
1 asennetaan Wordpress oletusasetuksilla, ilman mitään erityisiä suojaustoiminpi-
teitä. Tämä toimii esimerkkinä suojaamattomasta kohteesta ja muodostaa samalla 
vertailukohdan suojausten toimivuudelle. 
Palvelimelle 2 asennetaan Wordpressiin oletusasetuksilla ja sen lisäksi APC koodi- ja 
objektivälimuisti liitteen 7 mukaisesti. APC-Stats avulla voidaan seurata välimuistin-
toimivuutta.  
Palvelimelle 3 asennetaan Wordpress, APC koodivälimuisti ja nginx konfiguroidaan 
tallentamaan välimuistiin sivut ja käyttämään niitä mahdollisuuksien mukaan.  
Ympäristön koneilta Wordpress on saatavissa selaimen kautta taulukon 2 mukaisissa 
osoitteissa ja näitä osoitteita käytetään myös testauksessa. 
Taulukko 2. Wordpressin osoitteet 
Palvelin Osoite 
Palvelin 1 http://192.168.0.2/wordpresss/ 
Palvelin 2 http://192.168.2.2/wordpresss/ 
Palvelin 3 http://192.168.3.2/wordpresss/ 
4.3.2 Testi 1 – Vastausaika ilman hyökkäystä 
Normaalitilanteessa Wordpressin vastausaika on noin 930 ms Apache Benchmarkilla 
viidellä yhtäaikaisella käyttäjällä ja 50 pyynnöllä, kuten kuviosta 32 vuodaan todeta. 
  
Kuvio 32. Vastausaika Wordpress-etusivu. 
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Staattisella html-sivulla (kuvio 33) ja yksinkertaisella PHP-sivulla, joka ei käytä tieto-
kantaa (kuvio 34), vastausaika on huomattavasti pienempi. 
 
Kuvio 33. Vastausaika staattisella sivulla. 
 
Kuvio 34. Vastausaika phpinfo-sivulla. 
4.3.3 Testi 2 - Keep-Dead Wordpress palvelimella 1 
Keep-Dead hyökkäyksellä hyökätään Wordpressin hakulomakkeeseen, joka on to-
dennäköisesti yksi raskaimmista osista. Wordpress on suosittu blogi- ja sisällönhal-
linta järjestelmä. Toimivuutta hyökkäyksen aikana mitataan Apache Benchmarkilla 
sekä staattiseen sisältöön, että Wordpressiin. 
Keep-Dead oletusasetuksilla tulvittaa yhteyksiä mahdollisimman nopeasti.  Testeissä 
alle minuutin hyökkäys jumitti Apachen lähes puoleksi tunniksi. Tuloksena tämä on 
pahin mahdollinen, koska ympäristössä laitteiden välillä ei synny viivettä. Realisti-
sempi saadaan käyttämällä pientä viivettä yhteyksin ja pyyntöjen välissä. Internetissä 
hyökkääjän viive riippuu sijainnista. (ks. kuvio 35). 
 
Kuvio 35. top-ohjelman tuloste Keep-Dead hyökkäyksessä Wordpressiin 
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Keep-Dead hyökkäys staattiseen sisältöön samalle palvelimelle ei aiheuta palvelunes-
totilannetta, vaan palvelin pystyy edelleen vastaamaan. Kuten kuviosta 36 nähdään, 
CPU-käyttö on kuitenkin normaalia korkeampi. 
 
Kuvio 36. top-ohjelman tuloste Keep-Dead hyökkäyksessä 
Kuten kuviosta 37 voidaan todeta hyökkäys ei vaikuta staattisen html-sivun vastaus 
aikaan vaan vastausaika pysyy muutamassa millisekunnissa (verkkoviive). 
  
Kuvio 37. Staattisen html-sivun vastausaika hyökkäyksen aikana. 
Keep-Dead suoritettiin komennolla: 
php /testit/keepdead/palvelinX.php 
Jossa X on palvelimen numero yhdestä kolmeen. Jokaiselle kohteelle on oma tie-
dosto, koska Keep-Deadin asetukset ovat suoraan lähdekoodissa eikä se tue para-
metreja. (ks. liite 9.) 
Kuten kuviosta 38 nähdään, käytettäessä Keep-Deadin suositeltuja viiveitä (0.01 se-
kuntia pyyntöjen välissä ja 0.5 sekuntia yhteyksien välissä) hyökkäys toimii edelleen 
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ja saa aiheutettua suuren CPU-kuorman (Esrun 2011, lähdekoodi). Jumittumiseen 
menee kauemmin, kuin ilman viiveitä.  
  
Kuvio 38. top-ohjelman tuloste hyökkäyksessä, kun viiveet ovat käytössä. 
Kuten kuviosta 39 huomataan, tämä hyökkäys ei tarvitse paljoa kaistaa, näillä asetuk-
silla n. 131 Kb/s lähtevää ja vain 14 Kb/s saapuvaa. Saapuvaan liikenteeseen vaikut-
taa sivun otsikoiden koko. 
 
Kuvio 39. Kaistankäyttö hyökkäyksen aikana 
Apachen logissa Keep-Dead hyökkäys näkyy suurena määränä HEAD-kyselyjä. Ensim-
mäinen kysely on Keep-Deadin palvelimen Keep-Alive tuen testaamiseksi. (ks. kuvio 
40.) 
 
Kuvio 40. Keep-Dead hyökkäys Apachen logissa 
4.3.4 Testi 3 – Keep-Dead Wordpress palvelimella 2 
Palvelimelle 2 on asennettu APC (Alternative PHP Cache) -moduuli liitteen 11 mukai-
sesti. APC tallentaa tulkitun koodin välimuistiin ensimmäisellä latauskerralla, jolloin 
sitä voidaan hyödyntää seuraavilla latauskerroilla ja säästää tulkintaan kulunut aika. 
APCn asennuksen toimivuudesta voidaan varmistua phpinfo-sivulta, josta löytyy 
APC:n asetukset ja versiotiedot kuten kuviossa 41. 
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Kuvio 41. APC phpinfo-sivulla. 
Kuviosta 42 nähdään, että APCn kanssa vastausaika on huomattavasti pienempi kuin 
ilman testissä 1. 
 
Kuvio 42. Vastausaika koodivälimuistin kanssa. 
CPU-käyttöön tällä ei ole suurta vaikutusta (vrt. kuvio 43 ja 38), vaan se on edelleen 
korea. Tämä voi kuitenkin johtua siitä, että palvelin ehtii käsitellä enemmän kyse-
lyitä. Palvelin ei enää jumitu, vaan toimii pidemmänkin hyökkäyksen ajan. 
 
Kuvio 43. CPU-käyttö Keep-Dead hyökkäyksen aikana 
Kuten kuvosta 44 nähdään, hyökkäyksen aikana koodivälimuistin kanssa sivunlataus 
kestää n. 300 – 500 ms. Tämä on huomattavasti parempi kuin aikaisemmin tapahtu-
nut jumittuminen. 
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Kuvio 44. Latausajat koodivälimuistin kanssa hyökkäyksen aikana. 
Kuvion 45 APC-tilastoista nähdään, että lähes kaikki tiedostot tulevat koodivälimuis-
tista. Epäonnistuneita hakuja on vain 0.02 sekunnissa eli kyseessä on todennäköisesti 
vain ensimmäinen sivulataus, minkä aikana tarvittiin uutta tiedostoa. 
 
Kuvio 45. APC-tilastot hyökkäyksen aikana. 
APC:tä voidaan käyttää koodivälimuistin lisäksi käyttää objektivälimuistina. 
Wordpressissä ei ole sisäänrakennettua tukea, mutta siihen on saatavilla useita lisä-
osia esimerkiksi APC Object Cache Backend, jonka voi asentaa hallintapaneelista. Ku-
ten kuviosta 46 nähdään, tällä on vain pieni vaikutus. 
 
Kuvio 46. Latausajat objektivälimuistin kanssa. 
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APC-tilastoista kuviossa 47 nähdään, että objektivälimuisti (User Cache Information) 
on toiminnassa, mutta kaikkea kysyttyä ei ole löydetty (Miss Rate), mutta ei myös-
kään lisätty (Insert Rate) välimuistiin. 
 
Kuvio 47. APC-tilastot 
Kuten kuviosta 48 nähdään, CPU-käyttöön objektivälimuistin käyttöönotolla ei ollut 
vaikutusta. 
 
Kuvio 48. CPU-käyttö Keep-Dead hyökkäyksen aikana (objektivälimuisti käytössä). 
Olemattomat erot käytettäessä objektivälimuistilla ja ilman voivat johtua siitä, ettei 
Wordpressin tietokannassa ole sivuja tai APC:n välimuistin täyttymisestä. APC:n va-
raamaa muistia voidaan kasvattaa, muuttamalla asetusta apc.shm_size php.ini-tie-
dostossa. Testausta varten tietokantaan generoitiin 400 viestiä. Kuten kuviosta 49 
nähdään, tällä oli huomattava vaikutus latausaikaan (n. kaksinkertainen).  
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Kuvio 49. Latausajat suurella tietokannalla ilman objektivälimuistia. 
Kuten kuviosta 50 nähdään, suuremmalla viestimäärällä objektivälimuistilla syntyy jo 
suurempi ero, etenkin maksimiajassa. 
 
Kuvio 50. Latausajat suurella tietokannalla objektivälimuistilla. 
APC-tilastoista kuviossa 51 voidaan todeta, että objektivälimuistia ei käytetä kovin-
kaan paljoa. Tästä voidaan todeta, ettei Wordpress käytä sitä kovinkaan tehokkaasti 
tässä tapauksessa. Syynä voi olla esimerkiksi se, että Keep-Deadilla hyökätään haku-
sivuun satunnaisilla hakusanoilla, mikä tekee välimuistiin tallentamisesta tehotonta. 
 
Kuvio 51. APC-tilastot objektivälimuisti suuremmalla muistimäärällä. 
49 
 
Keep-Dead perustuu palvelimelle lähetettävään suureen määrän pyyntöjä, ModSecu-
rityä voidaan käyttää rajoittamaan lyhyessä ajassa tulevia kyselyitä. Nämä kohdistuu 
kaikkiin kyselyihin, joten tämä suojaa samalla kaikilta tulvitukseen perustuvilta hyök-
käyksiltä. 
Kuviossa 52 on sääntö, jolla rajataan yhdestä IP-osoitteesta tulevat kyselyt keskimää-
rin sekunti per kysely nopeuteen ja sen ylittävillä näytetään virheilmoitus. Säännöllä 
lasketaan IP-osoitteesta tulevat kyselyt (rivi 4) ja joka sekunti vähennetään yhdellä 
(rivi 2). Rivillä 3 tarkistetaan ylittääkö IP-osoitteesta tulleet kyselyt 60 ja jos ylittää lä-
hetetään 509 virhe. Keskiarvon käyttäminen mahdollistaa purskeet, koska yksi sivu 
koostuu useasta osasta (CSS-tyylit, javascript, kuvat) tämä on tärkeää toimivuuden 
kannalta.  Nolog-asetus estää ylimääräiset logimerkinnät, mutta ei kuitenkaan poista 
Apachen logiin tulevia merkintöjä epäonnistuneista latauksista. Haun kohdistamista 
näihin sivulatauksiin helpottaa, jos valitaan sellainen virhekoodi, jota ei käytetä muu-
alla. Tässä tapauksessa valittiin virhekoodi 509.  
 
Kuvio 52. ModSecurity sääntö sivulatauksien rajoittamiseen 
Kuten kuviosta 53 nähdään, tämän säännön lisäämisen jälkeen CPU-kuormaa juuri-
kaan ole. Läpi päästetyt kyselyt näkyvät ajoittaisina piikkeinä. 
 
Kuvio 53. CPU-kuorma hyökkäyksen aikana. 
Kuten kuviosta 54 nähdään, vastausaika hyökkäyksen aikana ilman sääntöjä kesimää-
rin 727 ms. 
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Kuvio 54. Vastausaika hyökkäyksen aikana ilman sääntöjä (10 yhteyttä, 50 kyse-
lyä). 
Kuten kuviosta 55 nähdään, vastausaika hyökkäyksen aikana sääntöjen kesimäärin 
578 ms. 
  
Kuvio 55. Vastausaika hyökkäyksen aikana sääntöjen kanssa (10 yhteyttä, 50 kyse-
lyä). 
4.3.5 Testi 4 – Keep-Dead Wordpress palvelimella 3 
Koska Keep-Dead perustuu valmisiin kyselyihin, ne välitetään taustalla pyörivällä 
Apachelle. Tästä johtuen nginx ei anna samanlaista suojaa Keep-Dead hyökkäystä 
vastaan kuin hitaita hyökkäyksiä. Kuten kuviosta 56 nähdään, CPU-käyttö nousee 
korkealle hyökkäyksen seurauksena. 
 
Kuvio 56. CPU-käyttö nginx-palvelimella. 
Kuten kuviosta 57 nähdään, sivunlataukseen menee 10 s- 16s. Moni käyttäjä ehtisi jo 
yrittää uudelleen eli käytännössä palvelunestohyökkäys toteutuu. 
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Kuvio 57. Apache Benchmark (50 yhteyttä, 500 pyyntöä). 
Nginx avulla voidaan tehdä ratkaisu, jossa valmiit sivut tallennetaan välimuistiin ja 
sivut haetaan taustapalvelimelta (tässä tapauksessa Apache) vain jos sopivaa ver-
siota ei ole välimuistissa tai se on vanhentunut. 
Parhaiten tämä toimii sellaisissa tapauksissa, jossa käyttäjät eivät ole kirjautuneena 
sisään, eikä täyttä dynaamisuutta tarvita. Jos käyttäjät ovat kirjautuneena, niin jokai-
sen käyttäjän sivu eroaa, jolloin välimuistista ei ole hyötyä. 
Kuten kuviosta 58 nähdään Keep-Dead hyökkäys tuottaa enää vain 11 % kuorman 
palvelimelle. 
 
Kuvio 58. CPU-käyttö Keep-Dead hyökkäyksen aikana 
Kuviosta 59 nähdään, että keskiarvo latausajalle on n. 200 ms ja maksimi n. 2 sekun-
tia. Apache Benchmarkilla avattiin etusivua, kun Keep-Dead hyökkäys tapahtui haku-
sivulle eli testatessa sitä ei ollut välimuistissa. Testiasetuksina oli 10 yhtäaikaista ky-
selyä ja yhteensä 100 sivulatausta. Tästä voidaan päätellä, että ensimmäiset 10 yh-
teyttä (10 %) joutui odottamaan hakua taustapalvelimelta. Tämän jälkeen tulleet ky-
selyt saatiin suoraan välimuistista. 
52 
 
  
Kuvio 59. Apache Benchmark tulokset sivulataukselle 
Testin toistaminen tuotti tuloksen, jossa kaikki sivulataukset tulivat välimuistista ja 
kuten kuviosta 60 nähdään, kaikki sivulataukset kestivät vain muutaman millisekun-
tia. 
 
Kuvio 60. Apache Benchmark tulokset sivulataukselle toistettuna 
4.4 TLS/SSL-hyökkäyksiltä suojautuminen 
4.4.1 Testi 1 - SSL Squeeze 
SSL Squeezella hyökätään SSL-suojattuun palveluun. Tässä testissä kohteena on Pal-
velimella 1 sijaitseva Apache-webpalvelin. Hyökkäyksessä yritetään kuluttaa palveli-
men CPU lähettämällä tekaistuja SSL-yhteyden avauksia. Palvelimen täytyy kuitenkin 
tarkistaa yhteyksien kelvollisuus. 
SSLSqueeze suoritettiin komennolla: 
/testit/sslsqueeze [kohde ip] [portti] [avaimenkoko] 
[yhteydet] 
SSL Squeeze vaatii, että tiedossa on palvelimen käyttämän sertifikaatin avaimen-
koko. Tämä voidaan selvittää openssl-avulla: 
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openssl s_client -connect [kohde]:[portti] 
Komento muodostaa yhteyden SSL-palvelimeen ja mahdollistaa tekstipohjausten 
protokollien, kuten HTTP-testauksen käsin ja esimerkiksi SSL Reneogation tuen tes-
taamisen. Komento tulostaa mm. palvelimen sertifikaatin, siinä käytetyn avaimen-
koon, käytetyn SSL tai TLS-version ja valitun salaustavan. Kuviossa 61 on esimerkkinä 
Palvelimen 1  
 
Kuvio 61. SSL-avaimen ja yhteyden tiedot 
Renegotiation tuen voi testata kirjoittamalla ”R” ja painamalla enteriä. Kuten kuvi-
osta 62 nähdään, palvelin katkaisee yhteyden. Jos asiakkaalta renegotiation olisi sal-
littu, hyökkääjä voisi lähettää näitä pyyntöjä uuden yhteyden avaamisen sijaan. 
 
Kuvio 62. SSL Renegogation 
Sadalla yhteydellä SSLSqueezen avulla saadaan yli 80 % CPU-kuorma, kuten kuvosta 
63 nähdään. 
/testit/sslsqueeze 192.168.0.2 443 1024 100 
 
Kuvio 63. Top-ohjelman tuloste SSL Squeeze-hyökkäyksen aikana 
Mittaukseen käytetiin Apache Bechmarkia, jolla luotiin kymmen samanaikaista pyyn-
työä ja yhteensä 100 sivulatausta. 
Kuten kuvosta 64 nähdään, ilman hyökkäystä Wordpressin sivulatausaika keskimää-
rin 1.7 sekentia. 
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Kuvio 64. Wordpress ilman hyökkäystä 
Kuten kuvosta 65 nähdään, hyökkäyksen aikana Wordpressin sivunlataus aika hidas-
tui selvästi keskimäärin 3.4 sekuntiin ja maksimiaika kasvoi 9.5 sekuntiin. 
 
Kuvio 65. Wordpress hyökkäyksen aikana 
Hyökkäyksellä ei vaikutusta staattisiin sivuihin, kuten kuvion 66 tilastosta voidaan to-
deta. 
 
Kuvio 66. Staattinen html-sivu hyökkäyksen aikana 
4.4.2 Testi 2 – Suojautuminen 
Hyökkäykseltä voidaan suojautua rajoittamalla SSL-yhteyksien määrää. Tämä toimii 
palvelusta riippumatta, muuttamalla käytettävän portin oikeaksi. Käyttämällä samaa 
hashlimit taulua (--hashlimit-name) rajoitus jaetaan sääntöjen kesken, mikä estää 
useamman samalla palvelimella olevan SSL-salatun palvelun hyödyntämisen hyök-
käyksessä.  
iptables -A INPUT -p tcp --dport 443 --syn -m state --state 
NEW -m hashlimit --hashlimit-above 120/minute --hashlimit-
burst 20 --hashlimit-mode srcip --hashlimit-name ssl -j DROP 
Sääntöjen toimivuus voidaan todeta “iptables -nvx -L” komennolla, joka näyttää tilas-
tot. Kuten kuviosta 67 nähdään, osa paketeista tiputetaan. 
55 
 
 
Kuvio 67. Iptables-tilastot säännölle 
Kuten kuviosta 68 nähdään, palvelimen CPU-käyttö nousee vain 2 % aiemman yli 80 
% sijaan.  
 
Kuvio 68. CPU-käyttö suojatussa kohteessa hyökkäyksen aikana 
Kuten kuviosta 69 nähdään, ilman hyökkäystä vastausaika on keskimäärin n. 560 mil-
lisekuntia ja maksimissaan 720 ms. 
 
Kuvio 69. Wordpress latausajat ilman hyökkäystä. 
Kuten kuviosta 70 nähdään, hyökkäyksen aikana keskimääräinen latausaika nousee 
hieman n. 570 milleskuntiin. Maksimiaika nousee enemmän n. 910 milleskuntiin. 
 
Kuvio 70. Wordpress latausajat hyökkäyksen aikana. 
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5 Tulokset 
5.1 Hitaat hyökkäykset 
Hitaat hyökkäykset ovat tehokastapa hyökätä webpalvelimiin. Hyökkäys perustuu yh-
teyksien varaamiseen ja toimii sellaisiin palvelimiin, jotka pystyvät käsittelemään ra-
jallisen määrän yhteyksiä. Ympäristössä tämä testattiin SlowHTTPTestillä Slow 
Headers ja Slow Read-tilassa. 
Palvelin 1, suojaamaton kohde 
Palvelin 1 mahdollisti kaikkein yhteyksien varaamisen hyökkääjän toimista, jolloin 
käyttäjät eivät pääse palvelimelle ennen hyökkäyksen loppumista.  
Palvelin 2, suojattu kohde 
Palvelin 2 suojattiin käyttämällä Apachen reqtimeout-moduulia, joka ei kuitenkaan 
ole 2.2-versiossa oletuksena käytössä. Lisäksi rajoitettiin ModSecurity-moduulilla yh-
destä IP-osoitteesta tulevat yhteydet 50:neen. 
Rajoitukset olivat toimivat, mutta niillä ei saada täydellistä suojausta, sillä hajaute-
tuissa palvelunestohyökkäyksissä on käytössä useita IP-osoitteita riippuen verkon 
koosta, jolloin rajoitukset eivät auta. 
Hyökkäyksen vaikutukseen voi myös vaikuttaa kasvattamalla säikeiden maksimi mää-
rää, mutta tämä puolestaan vaatii enemmän muistia palvelimelta.  
Palvelin 3, suojattu kohde 
Palvelin 3 suojattiin asentamalla nginx-webpalvelin, joka on erikoistunut suurten yh-
teysmäärien käsittelyy. Nginx toimi käänteisenä välityspalvelimena samalla palveli-
mella sijaitsevalle Apache:lle, jossa oli käytössä samat asetukset, kuin Palvelimella 1. 
Tämä toimi huomattavasti paremmin, kuin Apache, joka tässä tapauksessa rajoittua 
150 yhteyteen. Hyökkäys perustuu suureen määrään avoimia yhteyksiä ja niiden yllä-
pitämiseen lähettämällä dataa harvoin, mutta kuitenkin niin, ettei palvelin aika kat-
kaise yhteyttä. Nginx ei kuitenkaan välitä pyyntöjä taustalla toimivalle Apachelle, en-
nen kuin kysely on valmis, joten siksi Apache ei ole rajoittava tekijä tässä hyökkäyk-
sessä.  
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5.2 Keep-Dead 
Keep-Deadilla hyökättiin palvelimelle asennettuun Wordpressiin. Tällä hyökkäyksellä 
ei ollut vaikutusta staattisiin sivuihin, sillä niiden lataaminen ei saa palvelimen pro-
sessorikäyttöä nousemaan tarpeeksi. 
Palvelin 1, suojaamaton kohde 
Pahimmillaan palvelin 1 jumittui, kuten hitaissa hyökkäyksissä, kun palvelin ei kyen-
nyt vastaamaan tarpeeksi nopeasti. 
Palvelin 2, suojattu kohde 
Palvelin 2 suojattiin rajoittamalla yhdestä IP-osoitteesta tulevien kyselyiden määrää. 
Lisäksi asennettiin PHP:hen APC-lisäosa, joka tallentaa tulkitun koodin välimuistiin, 
jolloin tulkintaa ei tarvitse suorittaa joka sivulataukselle.  
Lisäksi ModSecurityllä rajoitettiin yhdestä IP-osoitteesta tulevat sivupyynnöt yhteen 
per sekunti minuutin aikajaksolla. 
Palvelin 3, suojattu kohde 
Palvelin 3 suojattiin ottamalla käyttöön nginxin välimuisti, jolloin jokainen sivu lada-
taan vain kerran ja muilla kerroilla se saadaan välimuistista. 
Hyökkäyksen aikana ei välimuistissa oleva sivulataus kesti n. 1.9 sekuntia, mutta väli-
muistissa olevat toimivat kuten staattiset sivut ja näissä vastausaika on vain pari mil-
lisekuntia. 
Välimuistia käyttämällä menetetään kuitenkin dynaamisuus, jolloin tämä ratkaisu ei 
sovellu kaikille. Lisäksi tämä ei toimi sellaisissa sivuissa, joissa suurin osa käyttäjistä 
on kirjautuneena sisään, koska tällöin jokaisen saama sivu eroaa, jolloin niistä ei ole 
hyötyä muiden sivupyynnöissä. Wordpressissä kirjautuminen on lähinnä sivun ylläpi-
täjälle, joten tämä on toimiva ratkaisu.  
Hyökkäyksen aiheuttamaan prosessorikuormaan tällä ei kuitenkaan ole vaikutusta, 
koska hyökkäyksessä ladattiin aina satunnaisella hakusanalla, jolloin välimuistia ei ol-
lut mahdollista hyödyntää. Tähän voidaan yhdistää palvelimelle 2 tehdyt muutokset, 
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jolloin itse hyökkäykseenkin voidaan puuttua ja näin nopeuttaa sivujen, jotka eivät 
ole välimuistissa latautumista. 
5.3 SSL Squeeze 
SSL Squeezella hyökättiin 100 yhteydellä ja verrattiin keskimääräistä Wordpressin-
sivunlataus aikaa. Tällä hyökkäyksellä ei ollut vaikutusta staattisiin sivuihin. 
Palvelin 1, suojaamaton kohde 
Suojaajattomassa kohteessa tällä hyökkäyksellä oli samat vaikutukset kuin Keep-
Dead hyökkäyksessä eli CPU-käyttö nousi korkeaksi ja sen myötä vastausaika hidas-
tui. Tässä ei kuitenkaan havaittu samanlaista jumittumista, kuin Keep-Dead hyök-
käyksessä. 
Palvelin 2, suojattu kohde 
Palvelin 2 suojattiin rajoittamalla SSL-yhteyksien muodostusta käyttäen IPTables-pa-
lomuuria. Tämä esti hyökkäyksen toiminnan ja prosessorikäyttö ei enää noussut ja 
hyökkäyksen aiheuttama vaikutus pieneni. Hyökkäyksellä on silti pieni vaikutus mak-
similataus aikaan, joka nousi n. 200 millisekunnilla, kun keskimääräinen latausaika 
pysyi lähes muuttumattomana hieman yli 10 ms nousulla. 
5.4 Testien ajo ympäristössä 
Valmiissa ympäristössä voidaan ajaa testejä käyttämällä joko webkäyttöliittymää tai 
komentoriviä. Komentoriviltä voidaan ajaa webkäyttöliittymästä löytyvien Slow-
HTTPTestin ja Apache Benchmarkin lisäksi Slowloris, SSLSqueeze ja Keep-Dead. Pal-
velimilla on käyttössä lopulliset asetukset (ks. liitteet 12-14). 
Webkäyttöliittymä 
Ympäristöön toteutettiin PHP-kielillä yksinkertainen käyttöliittymä (ks. liite 15). 
Webkäyttöliittymä on jaettu kahteen osaan. Ensimmäinen, varsinaiseen hyökkäyk-
seen käytettävä osa on hyökkäys 1-palvelimella. Toista osaa käytetään mittauksiin ja 
se on hyökkäys 2-palvelimella. 
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Webkäyttöliittymä hyökkäyksiä varten on Hyökkäys 1-koneella.  Webkäyttöliitty-
mässä on kuvion 71 mukaiset asetukset, joilla valitaan kohde ja kesto. 
 
Kuvio 71. Webkäyttöliittymän testiasetukset. 
SlowHTTPTestin kautta saadaan tulokset suoraan html-muodossa kuvion 72 mukai-
sesti, mikä helpottaa sen liittämistä osaksi sivua. Webkäyttöliittymässä ei ole reaali-
aikaista edistymisen seurantaan ja sivunlataus kestää testin keston ajan. 
 
Kuvio 72. SlowHTTPTestin Tulossivu webkäyttöliittymässä. 
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Webkäyttöliittymä mittauksia varten on Hyökkäys 2-koneella, tämä siksi, että hyök-
käys vaikuttaisi muuten testistä saataviin tuloksiin. Mittauksissa on tuettuna Apache 
Benchmark ja sillä tuettuna kuvion 73 mukaiset asetukset. 
 
Kuvio 73. Apache Benchmarkin asetukset webkäyttöliittymässä 
Komentoriviltä 
Komentoriviltä voidaan ajaa SlowHTTPTestin ja Apache Benchmarkin lisäksi Slowlo-
ris, SSLSqueeze ja Keep-Dead hyökkäykset. Nämä testit kestävät pysäytykseen asti, 
mikä tekee automatisoinnista vaikeaa. 
Slowloris-hyökkäys voidaan ajaa Hyökkäys 1-koneelta komennolla: 
perl /testit/slowloris.pl –dns [palvelimen ip] 
Mittauskohteena on lyhyt staattinen html-sivu, joka on palvelimen juurikansiossa. 
Slowloriksessa ei mahdollisuutta muuttaa tätä. Hyökkäys lopetetaan mittauksen jäl-
keen CTRL+C-näppäinyhdistelmällä. Slowloriksessa on lisäksi testauskomento, jota 
voidaan käyttää sopivan aikakatkaisun määrittämiseen ja sen seuksena 
perl /testit/slowloris.pl –dns [palvelimen ip] -test 
Vaihtoehtoisesti SlowHTTPTestiä voi käyttää myös komentoriviltä, yhteyksien mää-
rää (200) ja kestoa (120 s) voi muuttaa. 
/testit/testi1.sh testi http://[palvelimen ip]/ 200 120 
Tai kutsumalla SlowHTTPTestiä suoraan halutuilla parametreillä. 
slowhttptest –g –o testi –c 200 –l 120 –u http://[palvelimen 
ip]/ 
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Vastausaikojen mittaamisen voidaan käyttää Hyökkäys 2 / Mittaus-palvelimelta löy-
tyvää Apache Benchmark (ab)- ohjelmaa. Esimerkiksi kymmen sivulatausta ja yh-
teensä 100 sivulatausta. 
ab -r -c 10 -n 100 http://[palvelimen ip]/ 
6 Pohdinta 
Opinnäytetyön tavoitteena oli tutkia sovelluskerroksen palvelunestohyökkäyksiä, ta-
poja torjua ja tunnistaa näitä hyökkäyksiä sekä toteuttaa ympäristö, jossa voidaan 
testata näitä hyökkäyksiä ja vertailla hyökkäysten vaikutusta suojaamattomiin ja suo-
jattuihin kohteisiin. Lisäksi palvelimet olivat saman tehoisia, jolloin se ei aiheuta 
eroa. Palvelimen kapasiteettia kasvattamalla voidaan suojautua hyökkäyksiä vastaan, 
mutta jos palvelimia ei olla suojattu palvelunestohyökkäys on silti mahdollinen ja te-
hokkaillakin palvelimilla pätevät samat suojausmenetelmät. 
Valmiiseen ympäristöön kuuluu kolme kohdetta, joista yksi on suojaamaton ja kaksi 
hieman eri tavalla suojattua. Tämä mahdollistaa vaikutusten vertailemisen. Hyök-
käyksiä varten on kaksi erillistä konetta, joista toisella suoritetaan varsinainen hyök-
käys ja toisella mittaukset.  
Tutustuin ja testasin hitaisiin-, kyselytulvitus- ja SSL-Squeeze-hyökkäyksiin. Kyselytul-
vitukseen käytettiin Keep-Dead-skriptiä, joka käyttää HEAD-pyyntöjä ja Keep-Alive 
yhteyksiä. Tämä vähentää TCP-yhteyksien avauksia ja hyökkääjälle takaisinpäin tule-
vaa liikenne ja mahdollistaa siten palvelimen tulvittamisen nopeammin.  
Kävin läpi tapoja tunnistaa näitä hyökkäyksiä, esimerkiksi logista. Näitä olisi voinut 
hyödyntää toteutuksessa ja tehdä skripti, joka seuraa logia ja etsii merkkejä näistä 
hyökkäyksistä ja ilmoittaa siitä ylläpitäjälle esimerkiksi sähköpostilla. Tämä mahdol-
listaisi reagoimisen hyökkäyksiin reaaliajassa, mikäli sille on tarvetta. 
Prosessorikäytön nostoon tähtäävillä hyökkäyksillä kuten Keep-Dead ja SSL Squeeze 
ei ollut vaikutusta staattisten sivujen latausaikaan, ainoastaan dynaamisten PHP-si-
vujen. Nykyään kuitenkin monet verkkosivuista on toteutettu dynaamisesti erilaisilla 
sisällönhallintajärjestelmillä, jolloin kohteen löytäminen ei ole vaikeaa. 
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Tällä hetkellä testausta varten on yksinkertainen PHP:llä koodattu webkäyttöliittymä. 
Webkäyttöliittymän kautta voidaan käyttää SlowHTTPTest ja Apache Benchmark-työ-
kaluja. PHP:llä työkalujen käynnistys on helppoa, mutta esimerkiksi tulosteen lukemi-
nen ja välittäminen selaimelle reaaliajassa on huomattavasti hankalampaa. Tässä 
versiossa selaimelle ei tule minkäänlaista tietoa testin edistymisestä. Tiedot edisty-
misestä olisi erityisesti pitkissä testeissä tarpeen. 
Muiden työkalujen osalta webkäyttöliittymää ei ollut mahdollista järkevästä toteut-
taa, koska nämä ovat tehty konsolilta käytettäväksi ja näissä ei ole tarpeellisia para-
metreja, joilla saada hyökkäys loppumaan automaattisesti. 
Tätä voisi parantaa tekemällä testit moduulina valmiiseen testausjärjestelmään, ku-
ten Metasploit, jolloin ei tarvitse huolehtia käyttöliittymän koodauksesta. PHP-skrip-
tit eivät ole paras tapa, koska PHP:ssä ei ole helppoa tapaa kommunikoida käynnissä 
olevan skriptin kanssa. 
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Liitteet 
Liite 1 - Apache + PHP + MySQL 
Apachen, PHP5 ja MySQL asennus onnistuu Ubuntussa komennolla: 
sudo apt-get install apache2 php5 libapache2-mod-php5 php5-
mysql mysql-server 
SSL ei ole oletuksena käytössä, mutta se voidaan ottaa käyttöön komennolla: 
sudo a2enmod ssl 
Lisäksi käyttöön voidaan ottaa oletusasetukset SSL-sivustolle komennolla: 
sudo a2ensite default-ssl 
Asetukset löytyvät tiedostosta /etc/apache2/sites-available/default-ssl. Asetukseen 
tarvitsee muuttaa SSL-sertifikaatin ja -avaimen sijainti. 
 
Asetukset otetaan käyttöön käynnistämällä Apache uudelleen komennolla 
sudo service apache2 restart 
Liite 2 - nginx asennus 
Nginx asennettiin komennolla 
sudo apt-get install nginx 
Liite 3 - Sertifikaatin luominen 
SSL kanssa tarvitaan sertifikaatti, jolla palvelin tunnistetaan. Normaalisti nämä ovat 
luotetun tahon allekirjoittamia, mutta testatessa voidaan käyttää myös itseallekirjoi-
tettuja. 
Sertifikaattia varten tarvitaan avain, jonka voi luoda esimerkiksi OpenSSL avulla seu-
raavalla komennolla: 
openssl genrsa -out server.key 1024 
Tämä luo 1024 bittisen RSA-avaimen. 
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Tämän jälkeen luodaan allekirjoituspyyntö avaimelle komennolla: 
openssl req -new -key server.key -out server.csr 
Komento kysyy tarvittavat tiedot, kuten omistajan ja sijainnin. Itseallekirjoitetussa 
sertifikaatissa ainoastaan Common Name kohdalla on väliä ja siinä käytetään verkko-
sivun osoitetta. 
Allekirjoituspyynnöstä luodaan varsinainen sertifikaatti komennolla. 
openssl x509 -req -days 365 -in server.csr -signkey server.key 
-out server.crt 
Liite 4 - SlowHTTPTest asennus 
SlowHTTPTest ei tule Ubuntun oletus repositoryissa vaan se täytyy kääntää itse tai 
lisätä jokin repository josta se löytyy. 
Kääntämiseen tarvitaan kääntötyökalut ja SSL-kirjasto. 
apt-get install make g++ libssl-dev 
SlowHTTPTestistä ladattiin versio 1.6, mikä oli kirjoitus hetkellä uusin 
wget http://slowhttptest.googlecode.com/files/slowhttptest-
1.6.tar.gz 
Paketti puretaan, jonka jälkeen se voidaan kääntää ja asentaa. 
tar -xf slowhttptest-1.6.tar.gz 
cd slowhttptest-1.6 
./configure 
make 
sudo make install 
Liite 5 - Keep-Dead 
Keep-Dead ladataan komennolla: 
wget http://www.esrun.co.uk/blog/wp-
content/uploads/2011/03/Keep-Dead.zip 
Tämän jälkeen ladattu paketti puretaan 
unzip Keep-Dead.zip 
Lisäksi tarvitaan PHP-tulkki, joka voidaan Ubuntussa asentaa komennolla: 
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sudo apt-get install php5-cli 
Koska asetukset ovat suoraan lähdekoodissa, siitä tehdään jokaiselle kohdepalveli-
melle oma kopio, johon muokataan palvelimen osoite, muilta osin asetukset ovat sa-
mat kaikille. 
 
Liite 6 – Slowloris 
Slowloris on yksittäinen perl-tiedosto, joka voidaan ladata komennolla: 
wget http://ha.ckers.org/slowloris/slowloris.pl 
Lisäksi tarvitaan kaksi perl-kirjastoa, jotka voidaan asentaa komennolla 
perl -MCPAN -e 'install IO::Socket::INET' 
perl -MCPAN -e 'install IO::Socket::SSL' 
Liite 7 – SSLSqueeze 
SSL Squeeze ladattiin Githubista komennolla: 
wget https://github.com/mmgaggle/sslsqueeze/archive/master.zip 
unzip master.zip 
SSL Squeeze ei suoraan käänny, johtuen linkittäjässä tapahtuneiden muutoksien ta-
kia, tätä varten jouduttiin muuttamaan Makefilestä ”LDFLAGS”-kohta ”LDLIBS”, en-
nen kuin SSL Squeeze saatiin käännettyä. 
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Liite 8 – iftop 
Iftop asennettiin komennolla: 
sudo apt-get install iftop 
Liite 9 - Testiscriptit 
Testi 1 – SlowHTTPTest 
 
/testit/testi1.sh [nimi] [kohde] [yhteysmäärä] [kesto] 
Testi 2  - SlowHTTPTest maksimi yhteysmäärän testaus 
 
/testit/testi2.sh [nimi] [kohde] [yhteysmäärä] 
Liite 10- ModSecurity 
ModSecurity asennettiin komennolla: 
sudo apt-get install libapache2-modsecurity 
ModSecurityn oletusasetukset otettiin käyttöön komennolla: 
sudo cp /etc/modsecurity/modsecurity.conf-recommended 
/etc/modsecurity/modsecurity.conf 
Liite 11 – PHP-apc asennus 
PHP:n APC-välimuistimoduuli voidaan asentaa Ubuntussa suoraan repositorysta. 
apt-get install php-apc 
APC sisältää toiminnot välimuistin tilan tarkkailuun, mutta lisäksi tarvitaan skripti, 
jolla tarkistella niitä yksi tällainen on apc-stats, jonkan voi ladata Githubista. 
wget https://github.com/o/apc-stats/archive/master.zip 
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Tämän jälkeen tiedosto puretaan ja kansio (apc-stats-master) siiretään haluttuun 
paikaan (esim. /var/www, jolloin se on käytettävissä muuttamatta Apachen asetuk-
sia). 
unzip master.zip 
 
Liite 12 - Asetukset – Palvelin 1 
Reqtimeout moduuli poistettu käytöstä komennolla: 
ae2dismod reqtimeout 
Liite 13 - Asetukset – Palvelin 2 
ModSecurity (/etc/modsecurity/saanto.conf) 
 
Liite 14 - Asetukset – Palvelin 3 
nginx (/etc/nginx/sites-enable/default) 
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Liite 15 – Webkäyttöliittymän lähdekoodi 
Hyökkäys 
<?php 
 
$kohteet = array( 
 array( 
  'nimi' => 'Palvelin 1', 
  'ip' => '192.168.0.2' 
 ), 
 array( 
  'nimi' => 'Palvelin 2', 
  'ip' => '192.168.2.2', 
 ), 
 array( 
  'nimi' => 'Palvelin 3', 
  'ip' => '192.168.3.2', 
 ) 
); 
 
if (empty($_POST['testi'])) 
 testilista(); 
elseif ($_POST['testi'] == 'sl1') 
{ 
 $kohde = $kohteet[$_POST['kohde']]; 
 echo '<h2>SlowHTTPTest</h2> 
  <a href="/">Aja uusi testi</a><br> 
  Kohde: ', $kohde['nimi'], '(', $kohde['ip'], ')<br /> 
  Sivu: ', $_POST['testisivu'], '<br>'; 
 
 exec( 
  sprintf( 
   'slowhttptest -g -o /var/www/sl -c %d -l %d -u 
%s', 
   (int) $_POST['yhteydet'], 
   (int) $_POST['kesto'], 
   escapeshellarg('http://' . $kohde['ip'] 
.$_POST['testisivu']) 
  ),  
  $out, $virhekoodi 
 ); 
 if ($virhekoodi) 
 echo '<strong>SlowHTTPTest palautti virhekoodin ', $virhekoodi; 
 
 echo ' 
<iframe src="/sl.html" style="width: 100%; height: 800px"> 
</iframe>'; 
} 
 
function testilista() 
{ 
 global $kohteet;?> 
<form action="/" method="post"> 
 <h2>SlowHTTPTest</h2> 
 <input type="hidden" name="testi" value="sl1"> 
 Palvelin: <select name="kohde"> 
  <?php 
  foreach ($kohteet as $id => $kohde) 
   echo '<option value="', $id, '">', 
$kohde['nimi'],''; 
  ?> 
 </select><br > 
 Testattava sivu: <select name="testisivu"> 
  <option value="/">Etusivu (staattinen-html) 
  <option value="/wordpress/">Wordpress 
 </select><br> 
 Yhteydet: <input name="yhteydet" value="50"><br> 
 Kesto (sekuntia): <input name="kesto" value="30"><br> 
 <input type="submit" value="Aja testi"> 
 
</form><?php 
} 
?> 
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Mittaus 
<?php 
 
$kohteet = array( 
 array( 
  'nimi' => 'Palvelin 1', 
  'ip' => '192.168.0.2' 
 ), 
 array( 
  'nimi' => 'Palvelin 2', 
  'ip' => '192.168.2.2', 
 ), 
 array( 
  'nimi' => 'Palvelin 3', 
  'ip' => '192.168.3.2', 
 ) 
); 
 
if (empty($_POST['testi'])) 
 testilista(); 
elseif ($_POST['testi'] == 'ab') 
{ 
 $kohde = $kohteet[$_POST['kohde']]; 
 echo '<h2>Apache Benchmark</h2> 
  <a href="/">Aja uusi testi</a><br> 
  Kohde: ', $kohde['nimi'], '(', $kohde['ip'], ')<br /> 
  Sivu: ', $_POST['testisivu'], '<br>'; 
 
 exec( 
  sprintf( 
   'ab -r -c %d -n %d %s', 
   (int) $_POST['yhteydet'], 
   (int) $_POST['kesto'], 
   escapeshellarg('http://' . $kohde['ip'] 
.$_POST['testisivu']) 
  ),  
  $out, $virhekoodi 
 ); 
 if ($virhekoodi) 
 echo '<strong>Apache Benchmark palautti virhekoodin ', $virhekoodi; 
 
 echo '<pre>', implode("\n", $out), '</pre>'; 
} 
 
?> 
 
<?php 
function testilista() 
{ 
 global $kohteet;?> 
<form action="/" method="post"> 
 <h2>Apache Benchmark</h2> 
 <input type="hidden" name="testi" value="ab"> 
 Palvelin: <select name="kohde"> 
  <?php 
  foreach ($kohteet as $id => $kohde) 
   echo '<option value="', $id, '">', 
$kohde['nimi'],''; 
  ?> 
 </select><br > 
 Testattava sivu: <select name="testisivu"> 
  <option value="/">Etusivu (staattinen-html) 
  <option value="/wordpress/">Wordpress 
 </select><br> 
 Yhteydet: <input name="yhteydet" value="50"><br> 
 Sivulataukset yht.: <input name="kesto" value="100"><br> 
 <input type="submit" value="Aja testi"> 
 
</form><?php 
} 
?> 
