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Cap´ıtulo 1
Introduccio´n
1.1 Motivacio´n
El ingreso a la nueva era de e-business ha tra´ıdo consigo cambios significa-
tivos en la forma de trabajar e interactuar entre personas y compan˜´ıas. El
surgimiento de nuevas tecnolog´ıas repletas de nuevos te´rminos y conceptos,
hace que estar actualizado sea un verdadero reto para cualquier profesional
de hoy en d´ıa.
El concepto de “Groupware” [1] (o tambie´n llamado “Software para Tra-
bajo Colaborativo”) es la convergencia de lo que en an˜os anteriores se conside-
raban tecnolog´ıas independientes como el servicio de mensajer´ıa instanta´nea
(IM), los workspaces colaborativos (e.g. BSCW), las hipermedias editables
(e.g. wiki-wiki), servidores para el manejo concurrente de co´digo fuente (e.g.
CVS), etc.
Las caracter´ısticas fundamentales del trabajo colaborativo son: la comu-
nicacio´n, la coordinacio´n y la colaboracio´n. El Groupware es entonces
una herramienta que soporta las actividades nombradas anteriormente, ayu-
dando a los individuos a trabajar juntos en un modo cualitativamente mejor.
En la pra´ctica, una plataforma para ayudar a un equipo a desarrollar su
tarea se compone de ma´s de una de estas herramientas. Un problema dif´ıcil
de resolver al integrar las distintas aplicaciones, es el manejo de usuarios.
Imagine el siguiente escenario: una organizacio´n de desarrollo de software
que se encuentra distribuida en varios pa´ıses decide contar con capacidades
para el soporte de trabajo colaborativo; en consecuencia, provee herramientas
que permiten la comunicacio´n, coordinacio´n y colaboracio´n entre los distintos
integrantes.
La comunicacio´n ba´sica [2] de los empleados de cualquier organizacio´n,
esta´ siempre relacionada con la comunicacio´n “instanta´nea”. Es decir, que los
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diferentes empleados suelen necesitar interaccio´n inmediata con sus colegas,
ya sea para pedirle asistencia en algu´n aspecto de su trabajo, o para dar a
conocer alguna resolucio´n de u´ltimo momento. Si bien parecer´ıa algo trivial
solucionar este tipo de problemas en un ambiente donde todos los empleados
conviven dentro del mismo espacio f´ısico de trabajo, deja de serlo cuando
dicho espacio se encuentra distribuido en distintas partes del mundo. Es por
esto, que una herramienta de Mensajer´ıa Instanta´nea (IM) [3] ser´ıa clave
para sortear esta dificultad de comunicacio´n.
La interaccio´n no solamente se da de forma inmediata. Esto quiere de-
cir, que en muchos casos, se necesita que los distintos integrantes de una
organizacio´n aporten sus conocimientos generando as´ı un repositorio centra-
lizado de informacio´n. Para esto, ser´ıa poco pra´ctico tener a una persona que
se encargue de recopilar lo que cada uno de los empleados puede llegar a
aportar como conocimiento relevante. Es por esto que muchas organizacio-
nes utilizan las Hipermedias Editables (Wikis) [4], que proveen un repositorio
centralizado donde los diferentes empleados incorporan sus conocimientos y
no se necesita de una persona que organice y genere dicha informacio´n. Una
ventaja de este tipo de herramientas, es que provee una forma sencilla y es-
tructurada de ingresar la informacio´n, sin necesidad de que el usuario posea
algu´n conocimiento previo de HTML. Luego, el resto de los empleados, puede
acceder a esta Wiki y ver que´ es lo nuevo que algu´n colega aporto´.
Si bien la comunicacio´n es importante dentro de cualquier organizacio´n, si
se mira espec´ıficamente dentro de una organizacio´n de desarrollo de software,
se encontrara´ que un ı´tem clave a la hora de poner en produccio´n un sistema,
es el seguimiento de errores. Es por esto, que se han desarrollado una serie
de sistemas llamados “Bug Trackers” [5]. Estos sistemas permiten llevar un
registro de los distintos errores que necesitan ser corregidos, as´ı como tam-
bie´n de la identidad del tester que encontro´ el error y la persona designada
para corregirlo.
Todos los sistemas anteriores deben ser protegidos contra accesos no au-
torizados. Para esto, presentan un mecanismo/esquema de autenticacio´n in-
dependiente. Si bien los mecanismos son independientes, la mayor´ıa de los
mismos reu´nen caracter´ısticas similares:
• El proceso de autenticacio´n/autorizacio´n requiere un nombre de usuario
y una contrasen˜a.
• Cada una de las aplicaciones tiene un esquema de almacenamiento de
informacio´n propio para guardar la informacio´n necesaria tanto para
el proceso de autenticacio´n/autorizacio´n como para el propio funciona-
miento de la misma.
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Al utilizar diversas aplicaciones con las caracter´ısticas mencionadas an-
teriormente, surgen una serie de problemas. Uno de estos es la necesidad de
recordar mu´ltiples usuarios y contrasen˜as para cada una de las aplicaciones
que se esta´n utilizando. Para no caer en este caso, se podr´ıa usar el mismo
usuario y contrasen˜a en todas las aplicaciones, pero ante un eventual cambio
de contrasen˜a, el mismo debera´ hacerse conjuntamente en todas las aplica-
ciones para mantener la consistencia. Esto introduce una carga innecesaria
para el administrador, el cual sera´ el encargado del mantenimiento de la in-
formacio´n en las diferentes aplicaciones. Otro problema es la necesidad de
que se ingresen los usuarios y contrasen˜as en cada una de las aplicaciones,
lo cual puede resultar tedioso, y ma´s au´n cuando se tiene el mismo nom-
bre de usuario y contrasen˜a para todas las aplicaciones. Adema´s se presenta
la dificultad, tanto del lado de la persona como del lado del administrador,
a la hora de agregar una nueva aplicacio´n, ya que se debe administrar la
informacio´n de los usuarios de esta nueva aplicacio´n y la persona necesita
recordar ma´s nombres de usuario y contrasen˜as. Es importante destacar que
no todos los usuarios tienen permiso para utilizar todas las aplicaciones, sino
que so´lo tienen acceso a aquellas aplicaciones que les permiten desempen˜ar
sus funciones dentro de la organizacio´n. La administracio´n de los derechos
de acceso, resulta tambie´n una carga para el administrador.
1.2 Contribuciones
Las contribuciones de este trabajo son:
1. Un modelo de autenticacio´n/autorizacio´n u´nico que permita integrar
mu´ltiples aplicaciones basadas en un mecanismo de autenticacio´n que
requiere nombre de usuario/contrasen˜a.
2. Implementacio´n de una solucio´n de software basada en el modelo pro-
puesto.
3. Demostracio´n de la utilizacio´n de la solucio´n, en un prototipo que in-
tegra un servicio de mensajer´ıa instanta´nea (Jabber), una hipermedia
editable (ChikiWiki) y un sistema para el reporte y seguimiento de
bugs (Mantis).
1.3 Organizacio´n del informe
Este informe se organiza de la siguiente forma:
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En el Cap´ıtulo 2 se presenta el ana´lisis del problema, necesario para com-
prender el contexto en el cual se ubica el modelo y se presentan los requeri-
mientos a satisfacer.
En el Cap´ıtulo 3 se muestran las diferentes aplicaciones existentes en la
actualidad, que satisfacen en forma parcial los requerimientos mencionados
en el Cap´ıtulo 2.
En el Cap´ıtulo 4 se presenta la arquitectura del modelo propuesto, viendo
en detalle sus componentes, interaccio´n entre ellos y funcionalidad.
En el Cap´ıtulo 5 se describen todas las tecnolog´ıas estudiadas en la etapa
de ana´lisis para utilizar durante la etapa de implementacio´n, y se exponen los
motivos por los cuales se opto´ por cada una de las tecnolog´ıas seleccionadas.
En el Cap´ıtulo 6 se muestra el correcto funcionamiento del modelo instan-
cia´ndolo en un escenario determinado, mostrando las diferentes experiencias
de uso dentro de dicho escenario.
En el Cap´ıtulo 7 se detallan las conclusiones obtenidas a partir de la so-
lucio´n planteada y su instanciacio´n dentro del escenario propuesto. Se hace
una comparacio´n entre las expectativas y los resultados obtenidos. Tambie´n
se presentan posibles trabajos futuros que se pueden realizar sobre el mode-
lo.
Cap´ıtulo 2
Ana´lisis del Problema
Las aplicaciones de Groupware nombradas en el Cap´ıtulo 1, as´ı como tambie´n
algunas otras que pueden formar parte del conjunto de aplicaciones pertene-
cientes a la organizacio´n, deben ser protegidas contra accesos no autorizados,
y para esto, cada una presenta su propio algoritmo de autenticacio´n, el cual
es implementado de manera propietaria. Estos algoritmos pueden requerir
diferente informacio´n para llevar a cabo la autenticacio´n, as´ı como tambie´n
almacenar de distinta manera la informacio´n utilizada para este proceso.
Por otra parte, siempre existen administradores de aplicaciones que son
los encargados de mantenerlas funcionales, gestionar la creacio´n y elimina-
cio´n de los distintos usuarios, y autorizar el uso de las mismas. Para realizar
estas tareas, tiene que conocer en detalle la configuracio´n de cada una de
las aplicaciones. A medida que crece el nu´mero de aplicaciones, la tarea del
administrador se vuelve ma´s costosa, y por lo tanto puede llegar a perder
productividad por algo que poco tiene que ver con los intereses de la organi-
zacio´n. Si bien el administrador podr´ıa adoptar la pol´ıtica de utilizar siempre
los mismos nombres de usuario y contrasen˜as para todas las aplicaciones, la
informacio´n estar´ıa almacenada directamente en cada una, y en el caso de
que aparezcan nuevos usuarios o haya usuarios que ya no hagan ma´s uso de
las mismas, el administrador debera´ efectuar los cambios necesarios en cada
una de ellas, lo cual puede introducir algu´n error que conlleve a informacio´n
inconsistente y por ende a accesos no autorizados a alguna de las aplicaciones.
Otra causa de accesos no autorizados puede darse cuando, ante la dificultad
de la persona de recordar mu´ltiples usuarios y contrasen˜as, almacena esta
informacio´n en algu´n medio externo, el cual puede quedar expuesto a algu´n
otro usuario malintencionado.
Cuando se tienen que utilizar diversas aplicaciones, se debera´ ingresar la
informacio´n requerida para la autenticacio´n en cada una de ellas, situacio´n
que resulta tediosa y poco pra´ctica. Asimismo, la persona debera´ tener pre-
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sente dicha informacio´n para no sufrir retrasos al intentar acceder a alguna
de ellas.
A continuacio´n, se vera´n en mayor detalle algunos conceptos relacionados
con esta problema´tica.
2.1 Seguridad
La seguridad generaliza dos caracter´ısticas: Autenticacio´n y Autorizacio´n.
2.1.1 Autenticacio´n
La autenticacio´n se refiere al hecho de determinar si una entidad es realmente
quien dice ser.
En el escenario expuesto, la informacio´n que permite determinar la au-
tenticidad es el nombre de usuario y su contrasen˜a.
El proceso de autenticacio´n es el siguiente:
• El usuario intenta acceder a una aplicacio´n determinada.
• La misma le proveera´ una manera de ingresar la informacio´n.
• El mecanismo de autenticacio´n determinara´ si la informacio´n ingresada
se corresponde con la almacenada.
• En caso de que el proceso resulte exitoso, el usuario accede a la aplica-
cio´n; en caso contrario el acceso no se efectu´a.
En determinadas aplicaciones, puede darse un bloqueo del usuario ante
reiterados intentos fallidos, as´ı como tambie´n la posibilidad de recordar la
contrasen˜a para futuros ingresos.
2.1.2 Autorizacio´n
La autorizacio´n determina si una entidad va´lida tiene permiso para efectuar
la operacio´n solicitada.
En el escenario mencionado, este proceso se basa en determinar si un
usuario va´lido esta´ habilitado para utilizar la aplicacio´n solicitada.
2.2 Administracio´n
Las aplicaciones generalmente proveen funcionalidad para administrar la in-
formacio´n relativa a los usuarios, como por ejemplo:
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• Creacio´n, modificacio´n y eliminacio´n de usuarios.
• Modificacio´n de los datos personales.
• Recuperacio´n de contrasen˜a.
En el escenario expuesto, en donde se integran diversas aplicaciones, se
debe proveer una forma de administrar esta integracio´n, permitiendo agregar
y eliminar aplicaciones, as´ı como tambie´n gestionar los derechos de acceso de
los distintos usuarios sobre las mismas.
2.3 Integracio´n de aplicaciones
Cada aplicacio´n tiene su propio repositorio y mecanismo de autenticacio´n.
De esta forma, cada usuario tiene que ingresar la informacio´n de acceso para
la aplicacio´n determinada, y el administrador debe manejar individualmen-
te la informacio´n de cada aplicacio´n. La integracio´n de aplicaciones permi-
te unificar estos mecanismos, posibilitando centralizar la lo´gica de autenti-
cacio´n/autorizacio´n y la informacio´n relativa a los usuarios. Entonces, los
usuarios podra´n acceder a todas las aplicaciones ingresando la misma in-
formacio´n, y el administrador tendra´ que manejar menos informacio´n y de
forma centralizada.
En el escenario mencionado, hay dos tipos de aplicaciones: aplicaciones
Web y aplicaciones Cliente/Servidor.
Las aplicaciones Web son sistemas abiertos, independientes de la arqui-
tectura de red (Internet, Intranet, etc.) y la plataforma (Windows, Unix,
BSD, etc.), que solamente necesitan de algu´n navegador para poder acceder-
se, sin la necesidad de instalar ningu´n componente de software adicional. En
este tipo de aplicaciones, la comunicacio´n es unidireccional y asincro´nica. Son
sistemas responsivos, es decir que la aplicacio´n responde ante los pedidos, sin
tener conocimiento de quie´n los realiza. Las aplicaciones Web necesitan de
otro componente, denominado “Servidor Web”, que es el encargado de alo-
jarlas y proveer el soporte para la comunicacio´n entre estas y los clientes.
En las aplicaciones Cliente/Servidor se establece una comunicacio´n punto
a punto, bidireccional y sincro´nica, y tanto el cliente como el servidor conocen
de la existencia del otro, pudiendo as´ı comunicarse entre s´ı. Dado que la
comunicacio´n es sincro´nica, un cliente realiza un pedido al servidor, y se
queda esperando hasta obtener una respuesta. A diferencia de las aplicaciones
Web, tanto los clientes como el servidor son aplicaciones auto´nomas, que
determinan co´mo y de que´ forma se realizara´ la comunicacio´n entre ellas.
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2.4 Modelo
Para resolver adecuadamente estos problemas, se necesita un modelo que
permita la integracio´n de los dos tipos de aplicaciones mencionadas en la
Seccio´n 2.3, que brinde un esquema de seguridad (autenticacio´n y autoriza-
cio´n) u´nico, y que provea una forma de administrar la informacio´n de manera
centralizada.
Para poder integrar diferentes aplicaciones, se debe centralizar la informa-
cio´n requerida por el esquema de seguridad en algu´n repositorio global. Ma´s
en detalle, se debe guardar la informacio´n necesaria para llevar a cabo tanto
la autenticacio´n (usuario y contrasen˜a) como la autorizacio´n (permisos sobre
las aplicaciones). Esta integracio´n, debe ser lo suficientemente transparente
y flexible de forma tal que el costo sea mı´nimo, independientemente de la
arquitectura de las aplicaciones a integrar, siempre y cuando estas cumplan
las caracter´ısticas vistas en el escenario.
Toda la informacio´n utilizada por el esquema de seguridad, debe poder
administrarse de forma a´gil y confiable, aliviando as´ı la carga del adminis-
trador de las aplicaciones.
Otra caracter´ıstica que debe satisfacer el modelo, es la de poder establecer
una “sesio´n u´nica” de forma tal que no haya necesidad de ingresar una y otra
vez el nombre de usuario y contrasen˜a para cada una de las aplicaciones a
utilizar. Es decir, que cuando se ingrese el nombre de usuario y contrasen˜a,
se puedan utilizar todas las aplicaciones integradas sin volver a proveer esta
informacio´n.
De lo analizado anteriormente, surgen los siguientes requerimientos:
• Fa´cil integracio´n: incorporar nuevas aplicaciones de la manera ma´s
transparente posible.
• Mecanismo de autenticacio´n mu´ltiple: el modelo debe proveer un
mecanismo para validar el acceso a las aplicaciones descriptas en el
escenario.
• Mecanismo de autorizacio´n: permitir establecer permisos para uti-
lizar las aplicaciones.
• Independencia de la arquitectura: el modelo debe abstraerse de las
plataformas y tecnolog´ıas utilizadas por cada una de las aplicaciones.
• Manejo de sesio´n u´nica: brindar la posibilidad de u´nica autentica-
cio´n y mu´ltiple uso de aplicaciones.
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• Centralizacio´n de la informacio´n: permitir almacenar la informa-
cio´n necesaria para la autenticacio´n y autorizacio´n en un u´nico reposi-
torio.
• Administracio´n de la informacio´n: proveer una herramienta para
gestionar la creacio´n, modificacio´n y eliminacio´n de usuarios as´ı como
tambie´n de permisos sobre las aplicaciones.
Cap´ıtulo 3
Estado del Arte
En esta seccio´n se muestran las aplicaciones actualmente utilizadas para re-
solver la problema´tica planteada en el Cap´ıtulo 2, explicando brevemente
su funcionamiento y co´mo satisfacen los requerimientos mencionados en el
mismo cap´ıtulo.
Al final de la seccio´n, se muestra una tabla comparativa de las aplicacio-
nes, viendo los requerimientos que satisface cada una de ellas.
3.1 CAS (Central Authentication System)
CAS [6] es una aplicacio´n open-source, y provee un mecanismo de auten-
ticacio´n u´nico, centralizado, que permite integrar distintos servicios con la
u´nica restriccio´n de que sus “front-ends” sean Web. De esta forma, brinda
a los usuarios la facilidad de manejar un u´nico nombre de usuario y contra-
sen˜a para acceder a todos los servicios, y permite manejar de forma flexible
los cambios en la lo´gica de autenticacio´n sin tener que cambiar los servicios
integrados.
Es una aplicacio´n perteneciente a la Universidad de Yale. Esta´ imple-
mentada como una aplicacio´n Web stand-alone; son una serie de servlets que
corren sobre un canal seguro. La arquitectura de CAS, se ve en la Figura
Fig. 3.1
En cuanto a su funcionamiento, CAS se comporta de la siguiente forma: el
usuario intenta acceder a una aplicacio´n a trave´s de una determinada URL.
Este pedido es interceptado por un mo´dulo de CAS en el Portal Applica-
tion Server, y en el caso de no haber establecido previamente una sesio´n,
se le presenta al usuario un dia´logo para que ingrese su nombre de usuario
y contrasen˜a. CAS valida la informacio´n del usuario a trave´s del Applica-
tion/Service, y en caso exitoso, se establece una sesio´n para que en pedidos
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Figura 3.1: Diagrama de arquitectura de CAS
sucesivos a otros servicios, no se requiera ingresar dicha informacio´n nueva-
mente.
A continuacio´n se evalu´a CAS en relacio´n a los requerimientos obtenidos
del ana´lisis del problema.
• Fa´cil integracio´n: CAS permite integrar de forma relativamente sen-
cilla aplicaciones, teniendo como u´nica restriccio´n que sus “front-ends”
sean Web. Dada la arquitectura de CAS, esta integracio´n se logra confi-
gurando los servidores de aplicaciones con las librer´ıas correspondientes
para cada caso, dependiendo del lenguaje en el cual esta´n implementa-
das.
• Mecanismo de autenticacio´n mu´ltiple: CAS permite validar la in-
formacio´n de acceso de todas las aplicaciones con un u´nico mecanismo,
permitiendo cambiar la lo´gica de autenticacio´n de forma transparente
para el usuario.
• Mecanismo de autorizacio´n: CAS no provee un mecanismo de au-
torizacio´n, dado que todos los usuarios de las aplicaciones integradas
tendra´n acceso a ellas. Esto no permite trabajar con perfiles de usuario,
en los cuales se determina a que´ aplicaciones tiene permiso cada uno
de los usuarios.
• Independencia de las arquitecturas: CAS so´lo soporta aplicaciones
que utilizan una arquitectura Web.
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• Manejo de sesio´n u´nica: CAS maneja las sesiones mediante Cookies,
que es un mecanismo esta´ndar de los navegadores para mantener estado
de la sesio´n del usuario.
• Centralizacio´n de la informacio´n: CAS provee un mecanismo abs-
tracto de autenticacio´n, el cual puede utilizar diferentes fuentes de in-
formacio´n, como por ejemplo, LDAP, Active Directory o NIS Database.
• Administracio´n de la informacio´n: CAS no provee una herramienta
para administrar la informacio´n de autenticacio´n. Esta administracio´n
so´lo es posible a trave´s de aplicativos propietarios del repositorio elegi-
do.
3.2 JOSSO (Java Open Single Sign-On)
JOSSO [7] es una infraestructura open source J2EE, disen˜ada para proveer
una plataforma neutral y centralizada de autenticacio´n de usuarios. JOSSO
provee un mecanismo de u´nico login, transparente para los usuarios, a mu´lti-
ples aplicaciones. Brinda una solucio´n fa´cil de integrar con Jakarta Tom-
cat, proveyendo identificacio´n de usuarios para aplicaciones Web usando el
esta´ndar Servlet Security API. Adema´s permite implementar y combinar
mu´ltiples esquemas de autenticacio´n con un repositorio de credenciales.
Esta desarrollada con Web Services para proveer un mecanismo de iden-
tificacio´n de usuarios para aplicaciones Web usando el esta´ndar Servlet Se-
curity API.
A continuacio´n se explica el funcionamiento general de JOSSO: el usuario
accede a un recurso protegido (aplicacio´n integrada); el SSO Agent que pro-
tege la aplicacio´n, intercepta el pedido, y dado que el usuario no esta´ identifi-
cado, lo redirige a un formulario del SSO Gateway. El usuario ingresa aqu´ı su
credencial, que puede ser un nombre de usuario y contrasen˜a o un certifica-
do X.509 (dependiendo del esquema de autenticacio´n configurado) y el SSO
Gateway verifica su validez. Si la credencial es va´lida, el usuario autenticado
y el token de sesio´n generado, son guardados en el medio de almacenamiento
configurado. El usuario es redirigido a la aplicacio´n originalmente solicitada,
y el SSO Agent que protege la aplicacio´n, intercepta nuevamente este pedido,
y utilizando el mo´dulo SSO Gateway JAAS, chequea la validez de la sesio´n
y obtiene el usuario autenticado desde SSO Gateway usando SOAP. El SSO
Gateway obtiene el identificador de sesio´n desde el repositorio de sesiones
(session store) y el usuario autenticado asociado desde el repositorio de iden-
tidades (identity store), el cual es agregado y manejado por SSO Agent para
la aplicacio´n web solicitada.
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En la figura Fig. 3.2 se muestra un diagrama de la arquitectura de JOSSO,
componentes y relaciones entre ellos.
Figura 3.2: Diagrama de arquitectura de JOSSO
A continuacio´n se evalu´a JOSSO en relacio´n a los requerimientos obteni-
dos del ana´lisis del problema.
• Fa´cil integracio´n: JOSSO permite integrar aplicaciones Web (Java,
PHP, ASP, etc), usando el protocolo SOAP. Provee una solucio´n fa´cil
de integrar con Jakarta Tomcat.
• Mecanismo de autenticacio´n mu´ltiple: JOSSO provee un meca-
nismo de u´nico login, a mu´ltiples aplicaciones, transparente para los
usuarios.
• Mecanismo de autorizacio´n: JOSSO no provee un mecanismo de
autorizacio´n, dado que, al igual que en CAS, los usuarios tienen acceso
a todas las aplicaciones integradas.
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• Independencia de las arquitecturas: JOSSO so´lo permite la inte-
gracio´n de aplicaciones que utilizan una arquitectura Web.
• Manejo de sesio´n u´nica: JOSSO utiliza Cookies para mantener la in-
formacio´n de sesio´n del usuario, evitando de este modo, ingresar nombre
de usuario y contrasen˜a cada vez que se quiera acceder a una aplicacio´n.
• Centralizacio´n de la informacio´n: JOSSO implementa un Plugga-
ble Framework para permitir la implementacio´n de mu´ltiples esquemas
de autenticacio´n y almacenamiento (LDAP, XML).
• Administracio´n de la informacio´n: JOSSO no provee una herra-
mienta para la administracio´n de la informacio´n.
3.3 PubCookie
PubCookie [8] es un modelo de autenticacio´n de usuarios basado en cuatro
componentes principales: User Agent, Application Server, Login Server y
Authentication Service.
La distribucio´n de PubCookie consta de una implementacio´n de Login
Server (programa CGI desarrollado en C), distintos Authentication Service
desarrollados en C, para integrar con LDAP, Kerberos, y mo´dulos de confi-
guracio´n del Application Server (Apache).
El funcionamiento de PubCookie es el siguiente: el usuario hace un re-
querimiento al Applicaction Server mediante el User Agent, ingresando una
URL determinada. El mo´dulo de PubCookie intercepta este pedido y verifica
si ya existe una sesio´n establecida para el usuario. Si se encuentra disponible
la informacio´n de sesio´n, el usuario accede a la aplicacio´n solicitada. En ca-
so contrario, se le presenta al usuario un dia´logo para ingresar el nombre de
usuario y contrasen˜a, los cuales son validados por el Login Server a trave´s del
Authentication Service. Si la informacio´n provista por el usuario es correc-
ta, se establece la sesio´n, permitiendo de esta forma, acceder a las dema´s
aplicaciones integradas sin necesidad de reingresar esta informacio´n.
En la figura Fig. 3.3 se muestra la arquitectura de PubCookie.
A continuacio´n se evalu´a el comportamiento de PubCookie en relacio´n a
los requerimientos ya mencionados.
• Fa´cil integracio´n: PubCookie permite integrar u´nicamente aplicacio-
nes Web.
• Mecanismo de autenticacio´n mu´ltiple: PubCookie provee un me-
canismo de u´nico login, transparente para los usuarios.
Estado del Arte 18
User-Agent
(Browser)
Login Server
AuthN Service
Application
Server
LDAP
NIS
Figura 3.3: Diagrama de arquitectura de PubCookie
• Mecanismo de autorizacio´n: PubCookie no provee un mecanismo
de autorizacio´n, dado que al igual que en CAS y JOSSO, todas las
aplicaciones integradas son accesibles por los usuarios.
• Independencia de las arquitecturas: PubCookie so´lo soporta apli-
caciones desarrolladas sobre una arquitectura Web.
• Manejo de sesio´n u´nica: PubCookie maneja la informacio´n de sesio-
nes utilizando Cookies, las cuales son un mecanismo dependiente del
navegador utilizado.
• Centralizacio´n de la informacio´n: PubCookie permite configurar
un servicio externo de autenticacio´n (Kerberos, LDAP, NIS), el cual
tiene un repositorio de informacio´n propio.
• Administracio´n de la informacio´n: PubCookie no provee ninguna
herramienta para administrar la informacio´n de autenticacio´n.
3.4 Comparacio´n entre las aplicaciones
En la Fig. 3.4 se muestra una tabla comparativa entre las tres aplicaciones
ya vistas, en relacio´n a los requerimientos planteados en el Cap´ıtulo 2.
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Figura 3.4: Tabla comparativa de las aplicaciones vistas
Cap´ıtulo 4
Solucio´n Propuesta
La integracio´n de los distintos servicios de Groupware, como los workspaces
colaborativos, hipermedias editables, servidores para el manejo concurrente
de co´digo y servicios de mensajer´ıa instanta´nea, presenta varias dificultades:
la administracio´n de la informacio´n, la necesidad de recordar varios nombres
de usuario y contrasen˜as para poder acceder a las mismos e ingresar esta
informacio´n una y otra vez en cada uno de ellos.
De este modo surgen una serie de requerimientos, presentados en el
Cap´ıtulo 2, que se deben satisfacer: fa´cil integracio´n, abstraccio´n de la plata-
forma y arquitectura de las aplicaciones, mecanismo de autenticacio´n u´nico,
administracio´n de la informacio´n de forma a´gil y confiable, manejo de sesio´n
u´nica.
Esta tesis propone un modelo que brinda una solucio´n a los requerimientos
vistos anteriormente. El modelo presenta ciertos componentes, los cuales se
detallan a continuacio´n.
1. Servicio de autenticacio´n/autorizacio´n: este es el componente
principal del modelo, el cual permite tener un u´nico mecanismo de
autenticacio´n y autorizacio´n a varias aplicaciones. Utiliza un proto-
colo de comunicacio´n esta´ndar e independiente de las arquitecturas y
plataformas, posibilitando as´ı una integracio´n dina´mica con diversos
esquemas de seguridad. Este servicio describe de forma clara co´mo de-
be ser la comunicacio´n con las aplicaciones de Groupware a integrar,
como as´ı tambie´n, la comunicacio´n con el/los mo´dulo/s externo/s que
proveen la informacio´n necesaria para la autenticacio´n y autorizacio´n
de los usuarios de las distintas aplicaciones.
2. Mo´dulo para el manejo de sesio´n u´nica: es una parte opcional del
modelo, el cual permite a los usuarios establecer, la primera vez que
acceden a una aplicacio´n integrada, una sesio´n u´nica de usuario, de
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forma tal que no se requiera ingresar nuevamente el nombre de usuario
y la contrasen˜a para utilizar las dema´s aplicaciones. En caso de no
utilizar este mo´dulo, se establecen sesiones de aplicacio´n.
3. Herramienta de Administracio´n: es una aplicacio´n que permite
manejar la informacio´n necesaria para el proceso de autenticacio´n y
autorizacio´n. Provee ba´sicamente la administracio´n de usuarios, apli-
caciones y permisos sobre las mismas. De esta forma se le facilita la
tarea al administrador de las aplicaciones integradas, el cual podra´,
de forma centralizada, manejar la informacio´n de todos los usuarios y
aplicaciones, pudiendo as´ı integrar nuevas aplicaciones y usuarios con
un impacto mı´nimo.
4. Librer´ıas de integracio´n: el modelo provee librer´ıas en los lenguajes
ma´s populares, las cuales permiten que se integren nuevas aplicaciones
de una forma a´gil y sencilla. Estas librer´ıas, definen un mo´dulo cliente,
el cual se comunica con el servicio para realizar el proceso de autentica-
cio´n/autorizacio´n, habilitando al usuario el acceso segu´n corresponda.
Estos cuatro componentes son los que constituyen el modelo de autenti-
cacio´n y autorizacio´n de usuarios IAM (Integrated Authentication Model),
el cual contempla y resuelve los requerimientos antes mencionados. La arqui-
tectura del modelo se ve en la Fig. 4.1
Integrated Authentication Model - IAM
Módulo
Externo de
Autenticacion
IAM Web
Service
HTTPS + Basic Authentication
Módulo
Passport
IAM Admin
API
Integración
 Módulo Externo
Aplicaciones
del Usuario
enabledPassport
login
validate
logout
Librerías
Integración Java,
PHP, C/C++
RDBMS LDAP
Figura 4.1: Diagrama de arquitectura del modelo IAM
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Como se puede apreciar en la Fig. 4.1, adema´s de los cuatro componentes
del modelo IAM, se encuentra el mo´dulo externo de autenticacio´n, el cual
provee toda la informacio´n necesaria para completar el funcionamiento del
mecanismo de autenticacio´n/autorizacio´n. Este mo´dulo se tiene que adaptar
al modelo segu´n ciertas reglas de integracio´n, permitiendo la comunicacio´n
de este con el servicio de autenticacio´n/autorizacio´n IAM y la herramienta
de administracio´n de informacio´n IAM Admin.
El resto de esta seccio´n se organiza de la siguiente manera:
En la Seccio´n 4.1 se explica con mayor detalle el servicio de autenti-
cacio´n/autorizacio´n, mostrando su arquitectura, funcionalidad e interaccio´n
con los dema´s componentes del modelo.
En la Seccio´n 4.2 se explica el funcionamiento y se muestran las carac-
ter´ısticas del mo´dulo de sesio´n u´nica.
En la Seccio´n 4.3 se muestra la herramienta de administracio´n de infor-
macio´n IAM Admin, caracter´ısticas, y funcionalidades implementadas.
En la Seccio´n 4.4 se mencionan las distintas librer´ıas de integracio´n pro-
vistas, para facilitar la comunicacio´n de las aplicaciones de usuario con el
modelo IAM.
En la Seccio´n 4.5 se explica co´mo es el mecanismo de comunicacio´n entre
los distintos componentes del modelo, viendo ventajas y desventajas de su
uso.
En la Seccio´n 4.6 se explica la integracio´n del modelo con el mo´dulo ex-
terno de autenticacio´n y se dan algunas recomendaciones de uso.
4.1 Servicio de autenticacio´n/autorizacio´n
El servicio de autenticacio´n/autorizacio´n IAM es el componente principal
del modelo. Permite tener un u´nico mecanismo de autenticacio´n y autoriza-
cio´n a varias aplicaciones, utiliza un protocolo de comunicacio´n esta´ndar e
independiente de las arquitecturas y plataformas, y posibilita una integracio´n
dina´mica con diversos esquemas de seguridad.
Se implementa a trave´s de un Servicio Web que puede estar disponible so-
bre Internet/Intranet, utiliza un sistema esta´ndar de env´ıo de mensajes XML,
Solucio´n Propuesta 23
y no esta´ ligado a ningu´n Sistema Operativo ni lenguaje de programacio´n,
como se ve en la Fig. 4.2.
Figura 4.2: Servicio Web ba´sico
Existen varias alternativas para el env´ıo de mensajes XML: se puede usar
XML Remote Procedure Calls (XML-RPC), SOAP (Simple Object Access
Protocol), o transmitir arbitrariamente documentos XML a trave´s de HTTP
GET/POST. Estos tres tipos de comunicacio´n se ven en la Fig. 4.3
Figura 4.3: Env´ıo de mensajes XML en Servicios Web
El servicio de autenticacio´n/autorizacio´n utiliza como protocolo de comu-
nicacio´n una implementacio´n de SOAP, lo cual se explicara´ ma´s adelante.
Un Servicio Web tiene dos propiedades adicionales:
• se auto-describe: un Servicio Web expone una interfaz pu´blica (grama´-
tica XML para identificar todos los me´todos pu´blicos, sus argumentos
y valores de retorno), e incluye documentacio´n para que otros desarro-
lladores puedan integrarlo fa´cilmente.
Solucio´n Propuesta 24
• es fa´cil de descubrir: existen mecanismos relativamente sencillos para
publicarlo, y por medio de los cuales las partes interesadas pueden
encontrar el servicio y pueden localizar su interfaz pu´blica.
En definitiva, el servicio de autenticacio´n/autorizacio´n IAM, por tratarse
de un Servicio Web, tiene las siguientes caracter´ısticas:
• Esta´ disponible sobre Internet o Intranet (red privada).
• Usa un env´ıo esta´ndar de mensajes XML.
• No esta´ ligado a ningu´n Sistema Operativo ni lenguaje de programa-
cio´n.
• Se auto-describe mediante una grama´tica XML comu´n.
• Es descubierto mediante un mecanismo simple de bu´squeda.
El servicio provee ciertas funciones que implementan el mecanismo de
autenticacio´n/autorizacio´n. La interfaz pu´blica es la siguiente:
• enabledPassport : permite determinar si el servicio soporta manejo
de sesio´n u´nica.
• login : valida que el nombre de usuario y contrasen˜a ingresados sean
correctos.
• validate : valida la sesio´n y verifica que el usuario tenga acceso a la
aplicacio´n solicitada.
• logout : finaliza la sesio´n.
Las funciones principales que implementan el mecanismo son login y
validate. Estas trabajan conjuntamente en un proceso de dos fases, en donde
primero se valida la informacio´n (autenticacio´n) y se crea la sesio´n en caso
de tener e´xito, y como segundo paso se verifica que la sesio´n sea va´lida y que
el usuario cuente con los privilegios para acceder a la aplicacio´n solicitada
(autorizacio´n).
Como se menciono´ al inicio de este cap´ıtulo, el servicio de autentica-
cio´n/autorizacio´n se comunica con un mo´dulo externo, el cual determina si
la informacio´n es correcta o no.
Esta comunicacio´n se establece a trave´s de canales espec´ıficos y bajo
determinadas interfaces que debe respetar e implementar el mo´dulo externo,
las cuales se ven en la Fig. 4.4
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+getTicketId()
+getUsername()
+getSecretKey()
+getDate()
+storeCacheItem(in ticketId, in key, in username)
+getCacheItem(in ticketId)
+getCacheItems()
+deleteCacheItem(in ticketId)
+refreshCacheItem(in ticketId)
«interface»
Cacheable
+isValid(in username, in password) : bool
«interface»
Authentication
+havePermission(in username, in application) : bool
«interface»
Authorization
Figura 4.4: API de integracio´n Servicio IAM - Mo´dulo Externo de Autenti-
cacio´n
La interfazAuthentication determina si un nombre de usuario y contra-
sen˜a son va´lidos; la interfaz Authorization, determina si un usuario va´lido
tiene los permisos para acceder a la aplicacio´n solicitada; y la interfaz Ca-
cheable, establece el manejo para la informacio´n de sesiones, permitiendo
realizar los chequeos necesarios, como son la validez y tiempos de expiracio´n.
Esto permite tener varias implementaciones, con fuentes de informacio´n
diversas, lo que hace que el modelo se ajuste a los distintos escenarios con un
costo relativamente bajo. El servicio IAM lo u´nico que determina es el flujo
de control y establece las reglas de negocio, actuando como un framework, e
invocando a los componentes externos cuando as´ı lo requiere.
Es as´ı que, por ejemplo, se podr´ıa tener un sistema que realice la valida-
cio´n del usuario, otro que valide los permisos y un tercero que almacene la
informacio´n de las sesiones.
Esta integracio´n del mo´dulo externo con el modelo IAM se vera´ con
mayor detalle en la Seccio´n 4.6.
A continuacio´n se explica detalladamente el rol y funcionamiento de cada
una de las operaciones provistas por el servicio de autenticacio´n/autorizacio´n
IAM.
El me´todo enabledPassport determina si el modelo soporta el manejo
de sesio´n u´nica leyendo su configuracio´n, la cual se obtiene cuando se inicia
el servicio. IAM maneja dos tipos de sesio´n:
• Sesio´n de usuario: cuando esta´ habilitado, el servicio crea una sesio´n
u´nica para el usuario que accede a una aplicacio´n integrada por primera
vez, mantenie´ndola en su cache, evitando de este modo que el usuario
tenga que ingresar su nombre de usuario y contrasen˜a cada vez que
quiera acceder a una nueva aplicacio´n. (Seccio´n 4.2.1)
• Sesio´n de aplicacio´n: cuando no esta´ habilitado, el servicio crea una
sesio´n cada vez que el usuario accede a una aplicacio´n. (Seccio´n 4.2.2)
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Cuando el servicio IAM recibe un pedido de enabledPassport, inter-
actu´a con IAMMasterConfigFile, que es el mo´dulo que mantiene la con-
figuracio´n global del modelo. Como resultado se obtiene un true/false en
funcio´n de esta configuracio´n. Este proceso se ve en la Fig. 4.5.
enabledPassport
IAMMasterConfigFile
isEnabledPassport
response
IAMService
Figura 4.5: Diagrama de interaccio´n - enabledPassport
El me´todo login realiza el primer paso del mecanismo de autentica-
cio´n/autorizacio´n, es decir la autenticacio´n del usuario, verificando si dicho
usuario es va´lido. Esta funcio´n recibe el nombre de usuario y la contrasen˜a,
y se la env´ıa al mo´dulo externo de autenticacio´n. Si dicha informacio´n es
incorrecta, ya sea porque el usuario no existe o su contrasen˜a no coincide,
se retorna un co´digo indicando este caso, y el usuario no tiene acceso a la
aplicacio´n; en caso de que la autenticacio´n resulte exitosa, se genera la infor-
macio´n necesaria para establecer una sesio´n, independientemente del tipo de
sesio´n que sea. Esta informacio´n consta de un identificador un´ıvoco de sesio´n
“ticketId” y una clave secreta de encriptacio´n “secretKey”. En conjunto
con el nombre de usuario, es enviada al mo´dulo externo encargado de man-
tener la informacio´n relativa a las sesiones del modelo. Esta interaccio´n y los
objetos involucrados se ven en la Fig. 4.6.
La respuesta obtenida consta del identificador un´ıvoco de sesio´n, el nom-
bre de usuario, la contrasen˜a encriptada con la clave secreta generada para
la sesio´n y un co´digo indicando si el proceso resulto´ exitoso o no.
El me´todo validate realiza el segundo paso del proceso, validando la in-
formacio´n de sesio´n y verificando si el usuario tiene permiso para acceder a la
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login
validateUser
stash
response
User
isValid
Cache
storeCacheItem
Figura 4.6: Diagrama de interaccio´n - login
aplicacio´n solicitada. Esta funcio´n recibe la informacio´n de sesio´n, junto con
la aplicacio´n. Primero se intenta recuperar la sesio´n para verificar si todav´ıa
esta´ activa. Si esta informacio´n no esta´ disponible, significa, o bien que la
sesio´n expiro´ o que la sesio´n recibida esta´ corrupta, en cuyo caso se devuelve
el co´digo de error correspondiente. Si la sesio´n es va´lida, se desencripta la
contrasen˜a recibida con la clave secreta de sesio´n almacenada en el cache
del modelo, y conjuntamente con el nombre de usuario, se vuelve a chequear
para asegurar que la informacio´n no se corrompio´ entre los dos pasos. En
este momento se tiene certeza de que la sesio´n es va´lida, por lo que se pro-
cede a verificar los permisos del usuario, para determinar si tiene acceso a
la aplicacio´n solicitada. En la Fig. 4.7 se ve la interaccio´n entre los objetos
involucrados en esta operacio´n.
Si este proceso resulta exitoso, se actualizara´ la informacio´n de sesio´n
“cacheada”, de forma tal de mantenerla activa. Esta funcio´n puede retornar
varios co´digos, segu´n el paso de la validacio´n que fallo´. Los posibles resul-
tados pueden ser: la sesio´n ha expirado, nombre de usuario o contrasen˜a
incorrectos, permisos insuficientes o validacio´n exitosa. En este u´ltimo caso,
el usuario podra´ acceder a la aplicacio´n solicitada.
El me´todo logout elimina la informacio´n de sesio´n “cacheada” por el
modelo. Esta funcio´n recibe el identificador de sesio´n “ticketId”, e invalida
dicha sesio´n, indicando de este modo que el usuario ha finalizado su tarea.
Este proceso se muestra en la Fig. 4.8.
Esta funcio´n indica que la sesio´n ha finalizado, tanto sea en el caso de
una sesio´n de aplicacio´n o una sesio´n de usuario. Si la sesio´n ya ha expirado,
no tiene efecto alguno.
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IAMService
validate
validateCacheUser
validateUser
validateUserPermissions
touchSession
response
Cache
getCacheItem
isValid
User
havePermission
updateCacheItem
Figura 4.7: Diagrama de interaccio´n - validate
Mediante estas cuatro funciones pu´blicas, las librer´ıas de integracio´n se
comunican con el servicio, permitiendo la integracio´n de las diferentes apli-
caciones de Groupware con el modelo IAM.
En la Fig. 4.9, se muestran los diferentes componentes que forman parte
del servicio de autenticacio´n/autorizacio´n.
Como se puede apreciar en el diagrama de clases de la Fig. 4.9, existen
una serie de componentes que tambie´n participan activamente del proceso.
En el paquete “ar.edu.iam.services.transport” se encuentran los
componentes que proveen la estructura para el transporte de la informa-
cio´n entre el servicio de autenticacio´n/autorizacio´n IAM y las librer´ıas de
integracio´n (Seccio´n 4.4). En el paquete “ar.edu.iam.model” se definen
los componentes del mo´dulo externo de autenticacio´n, los cuales deben imple-
mentar la funcionalidad descripta en el paquete “ar.edu.iam.interfaces”,
como se explica en la Seccio´n 4.6. Por u´ltimo en el paquete “ar.edu.iam.
system” se encuentran los componentes que inicializan el servicio IAM,
mantienen su configuracio´n, y administran la informacio´n “cacheada” por el
modelo.
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IAMService
logout
logout
response
Cache
deleteCacheItem
Figura 4.8: Diagrama de interaccio´n - logout
4.2 Mo´dulo para el manejo de sesio´n u´nica
El mo´dulo para el manejo de sesio´n u´nica permite a los usuarios establecer,
la primera vez que acceden a una aplicacio´n integrada, una sesio´n u´nica de
usuario, de forma tal que no se requiera ingresar nuevamente el nombre de
usuario y la contrasen˜a para utilizar las dema´s aplicaciones.
Como se menciono´ anteriormente, el modelo es configurable, permitien-
do manejar, tanto sesio´n u´nica de usuario como sesio´n de aplicacio´n. Si se
habilita esta caracter´ıstica, y el usuario acepta determinadas condiciones de
seguridad requeridas por el mo´dulo, se podra´ establecer una u´nica sesio´n de
usuario, de forma tal que las aplicaciones accedidas no requieran ingresar
nuevamente el nombre de usuario y la contrasen˜a; si esta caracter´ıstica se
encuentra deshabilitada o bien no se aceptan las condiciones de seguridad
antes mencionadas, cada vez que un usuario intente acceder a una aplica-
cio´n integrada con el modelo IAM, esta le pedira´ que ingrese su nombre
de usuario y contrasen˜a nuevamente, y se creara´ en este caso una sesio´n de
aplicacio´n.
En las secciones siguientes se explicara´n con mayor detalle los dos tipos
de sesio´n que se pueden establecer con el modelo.
4.2.1 Sesio´n de aplicacio´n
Cuando un usuario intenta acceder a una determinada aplicacio´n que esta´ in-
tegrada al modelo, debe ingresar su nombre de usuario y contrasen˜a. Esta
informacio´n es interceptada por un mo´dulo cliente de IAM, el cual intenta
establecer comunicacio´n con el servicio de autenticacio´n/autorizacio´n. Una
vez establecida la comunicacio´n, dicho mo´dulo env´ıa una peticio´n de login ;
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ar.edu.iam.services
+login(in requestLogin : RequestLogin) : TicketLogin
+logout(in requestLogout : RequestLogout)
+validate(in requestValidate : RequestValidate) : TicketValidate
+enabledPassport() : bool
-validateUser(in requestLogin : RequestLogin, in ticketLogin : TicketLogin)
-validateUser(in requestValidate : RequestValidate, in ticketValidate : TicketValidate, in cache : Cacheable)
-validateUserPermissions(in requestValidate : RequestValidate, in ticketValidate : TicketValidate)
-stash(in requestLogin : RequestLogin, in ticketLogin : TicketLogin)
-validateCacheUser(in requestValidate : RequestValidate, in ticketValidate : TicketValidate)
-touchSession(in requestValidate : RequestValidate)
-logout(in requestLogout : RequestLogout)
IAMServiceSoapBindingImpl
-username
-password
-application
-ticketId
RequestValidate
IAMService
-username
-password
RequestLogin
-ticketId
RequestLogout
-username
-password
-ticketId
-code
-description
TicketLogin
-code
-description
TicketValidate
+login(in requestLogin : RequestLogout) : TicketLogin
+logout(in requestLogout : RequestLogout)
+validate(in requestValidate : TicketValidate) : RequestValidate
+enabledPassport() : bool
«interface»
IAMService
+getTicketId()
+getUsername()
+getSecretKey()
+getDate()
+storeCacheItem(in ticketId, in key, in username)
+getCacheItem(in ticketId)
+getCacheItems()
+deleteCacheItem(in ticketId)
+refreshCacheItem(in ticketId)
«interface»
Cacheable
ar.edu.iam.services.transport
ar.edu.iam.interfaces
ar.edu.iam.exceptions
ar.edu.iam.system
ar.edu.iam.codes
ar.edu.iam.crypt
+encryptString(in text)
+decryptString(in text)
+encryptString(in text, in cipherKey)
+decryptString(in text, in cipherKey)
-initialKey
DESCipher
-code
-description
AbstractCode
LoginCode ValidateCode
CacheDeamon
+isEnabledPassport()
+getSessionExpiredTime()
+getCacheCheckPeriod()
+getSessionTicketFileName()
IAMMasterConfigFile InitializationIAMServlet
+isValid(in username, in password) : bool
«interface»
Authentication
+havePermission(in username, in application) : bool
«interface»
Authorization
CipherException CacheException
AuthorizationException AuthenticationException
ar.edu.iam.model
Cache
User
Cacheable
Authentication
Authorization
+getTicketId()
+getSecretKey()
SessionTicketGenerator
Figura 4.9: Diagrama de Clases - Servicio de Autenticacio´n/Autorizacio´n
IAM
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si la validacio´n falla, el usuario no puede ingresar a la aplicacio´n; en caso de
tener e´xito, se establece la sesio´n de aplicacio´n con el modelo, y se procede a
invocar a validate, enviando la informacio´n de sesio´n obtenida junto con la
aplicacio´n. En caso de que la sesio´n sea va´lida, la informacio´n sea correcta
y el usuario tenga los permisos suficientes, podra´ acceder a la aplicacio´n; en
caso contrario se le informa al usuario cua´l fue el error.
4.2.2 Sesio´n de usuario
Cuando un usuario intenta acceder a una determinada aplicacio´n que esta´ in-
tegrada al modelo, un mo´dulo cliente interceptara´ esta accio´n, e intentara´ es-
tablecer comunicacio´n con el servicio de autenticacio´n/autorizacio´n IAM.
Como primer paso se env´ıa un mensaje de enabledPassport al servicio,
para saber si el modelo soporta esta caracter´ıstica; en caso afirmativo, dicho
mo´dulo intenta recuperar la informacio´n de sesio´n almacenada en la ma´quina
del cliente.
Cuando se quiere utilizar esta funcio´n de “passport”, el usuario debera´ ac-
ceder a otro mo´dulo, provisto por el modelo, en donde ingresara´ su nombre
de usuario y contrasen˜a. Este mo´dulo es IAM Login.
IAM Login es una aplicacio´n JWS (Java Web Start), independiente del
Sistema Operativo utilizado, que tiene las siguientes caracter´ısticas: se instala
automa´ticamente en la ma´quina del usuario; cada vez que se accede, chequea
que la versio´n este´ actualizada con respecto a la que esta´ en el servidor;
instala, en caso de que no se encuentre ya instalado, el soporte para que
pueda funcionar.
Cuando se quiere utilizar esta aplicacio´n, la misma requerira´ que el usua-
rio acepte determinadas condiciones de seguridad para poder tener acceso a
ciertos recursos locales, necesarios para el correcto funcionamiento del meca-
nismo de autenticacio´n/autorizacio´n.
La aplicacio´n IAM Login se muestra en la Fig. 4.10.
A trave´s de esta aplicacio´n, el usuario ingresa su nombre de usuario y
contrasen˜a, y se invoca a la funcio´n login del servicio IAM, la cual proce-
dera´ como se explico´ anteriormente. Si esta validacio´n tiene e´xito, se guarda
la informacio´n de sesio´n directamente en la ma´quina del usuario. A partir de
este momento, cuando el usuario quiera acceder a cualquiera de las aplica-
ciones integradas con el modelo IAM, el mo´dulo cliente de cada aplicacio´n,
reconocera´ esta informacio´n, y no se le pedira´ que ingrese nuevamente su
nombre de usuario y contrasen˜a. Este mo´dulo cliente invocara´ a validate
para verificar dicha informacio´n y los permisos del usuario.
La aplicacio´n IAM Login, es la encargada adema´s, de mantener la sesio´n
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Figura 4.10: GUI del Mo´dulo de manejo de sesio´n u´nica - IAM Login
del usuario activa, y verificar que esta no este´ corrupta, haciendo llamados
a validate cada intervalos regulares de tiempo. De esta forma, si la sesio´n
expira o la informacio´n de sesio´n en la ma´quina del usuario es alterada de
alguna manera, la aplicacio´n se entera e invalida dicha sesio´n. Del mismo
modo, al hacer logout, se elimina la sesio´n, y se borra la informacio´n de la
ma´quina del usuario.
En conclusio´n, si el soporte para “passport”no esta´ habilitado, el usuario
seguira´ utilizando las aplicaciones normalmente, con la ventaja de tener un
u´nico nombre de usuario y contrasen˜a para acceder a todas ellas. Si esta
caracter´ıstica esta habilitada, se le esta´ mostrando al usuario que se esta´ uti-
lizando algu´n mecanismo diferente para hacer la autenticacio´n.
4.3 Herramienta de Administracio´n
La herramienta de administracio´n IAM Admin, proporciona al adminis-
trador de aplicaciones, una forma centralizada, a´gil y sencilla de manejar
toda la informacio´n relativa al mecanismo de autenticacio´n/autorizacio´n de
IAM. Es una aplicacio´n web, en donde se pueden administrar las distintas
aplicaciones integradas al modelo IAM, los usuarios y los permisos sobre las
mismas.
Como se puede apreciar en la Fig. 4.11, desde esta pa´gina tambie´n se
tiene acceso al mo´dulo de manejo de sesio´n u´nica IAM Login.
La herramienta de administracio´n contempla dos tipos de usuarios: U-
suario Administrador y Usuario de Aplicacio´n .
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Figura 4.11: Pa´gina de acceso a IAM Admin
El Usuario Administrador tiene habilitada opciones para la adminis-
tracio´n de usuarios (Fig. 4.12) y aplicaciones (Fig. 4.13).
Figura 4.12: Listado de Usuarios - IAM Admin
En las dos figuras (Fig. 4.12 y Fig. 4.13) se muestran las aplicaciones
integradas al modelo IAM y los usuarios habilitados para autenticarse utili-
zando el modelo IAM. Como se ve, es posible agregar, eliminar y modificar
los usuarios y las aplicaciones.
En las figuras (Fig. 4.14 y Fig. 4.15) se pueden apreciar las distintas
propiedades de los usuarios y aplicaciones que se pueden modificar.
La administracio´n de los permisos de los usuarios sobre las aplicaciones
se puede ver en la Fig. 4.14. Aqu´ı tambie´n se cuenta con la posibilidad de
restablecer la contrasen˜a del usuario, segu´n las pol´ıticas de la herramienta.
El Usuario de Aplicacio´n , podra´ modificar sus opciones personales
(nombre, apellido y e-mail), cambiar su contrasen˜a y visualizar su perfil.
En el mismo, aparecera´ un listado de las aplicaciones para las cuales tiene
permiso. En las figuras (Fig. 4.16 y Fig. 4.17) se muestra esta funcionalidad.
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Figura 4.13: Listado de Aplicaciones - IAM Admin
Figura 4.14: Modificacio´n de Usuarios - IAM Admin
Figura 4.15: Modificacio´n de Aplicaciones - IAM Admin
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Figura 4.16: Modificacio´n del perfil - IAM Admin
Figura 4.17: Visualizacio´n del perfil - IAM Admin
Es importante destacar, que la aplicacio´n de administracio´n interactu´a
con el mo´dulo externo a trave´s de interfaces bien definidas. Estas interfaces
se muestran en la Fig. 4.18.
La interfazUpdatableUser define los atributos ba´sicos y las operaciones
requeridas para administrar los usuarios del modelo. La interfaz Updata-
bleApplication define atributos y operaciones similares para las aplicacio-
nes.
4.4 Librer´ıas de integracio´n
Las librer´ıas permiten la fa´cil integracio´n de las aplicaciones de Groupware,
estableciendo la comunicacio´n con el servicio de autenticacio´n/autorizacio´n
IAM. El modelo provee estas librer´ıas para posibilitar la integracio´n de apli-
caciones desarrolladas en los lenguajes ma´s populares, como son Java, PHP,
C/C++. Estas librer´ıas pueden ser utilizadas para integrar, tanto aplicacio-
nes Web, como aplicaciones Cliente/Servidor.
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+login(in username, in password) : bool
+list() : UpdatableUser[]
+add(in firstName, in lastName, in username, in password, in email, in role, in applications, in loggedUser) : bool
+delete(in username) : bool
+get(in username) : UpdatableUser
+edit(in firstName, in lastName, in username, in email, in role, in applications, in loggedUser) : bool
+edit(in firstName, in lastName, in email, in loggedUser) : bool
+changePassword(in username, in password, in password_new, in loggedUser) : bool
+getEmail()
+getFirstName()
+getLastName()
+getRole()
+getUsername()
+getApplications()
+getPassword()
«interface»
UpdatableUser
+list() : UpdatableApplication[]
+add(in appName, in description, in url, in loggedUser) : bool
+edit(in appName, in description, in url, in loggedUser) : bool
+delete(in appName) : bool
+get(in appName) : UpdatableApplication
+getAppName()
+getDescription()
+getUrl()
«interface»
UpdatableApplication
Figura 4.18: API de integracio´n IAM Admin - Mo´dulo Externo
La API de las librer´ıas consta ba´sicamente de cuatro funciones:
• iam can use passport : determina si el servicio IAM esta´ configu-
rado con soporte para el manejo de sesio´n u´nica “passport” y si existe
una sesio´n de usuario iniciada por parte del cliente.
• iam get passport info: recupera la informacio´n de “passport” alma-
cenada en la ma´quina del cliente.
• iam ensemble password : confecciona la contrasen˜a de manera de
saber si se esta´ utilizando “passport” o no para la autenticacio´n, y
hacer que la funcio´n iam authenticate sea gene´rica con respecto al
tipo de autenticacio´n.
• iam authenticate : realiza la autenticacio´n y autorizacio´n del usuario.
Las funcio´n principal de la API es iam authenticate y es la encargada
de comunicarse con el servicio IAM para que el mismo lleve a cabo el proceso
de autenticacio´n/autorizacio´n y as´ı determinar si el usuario tiene permiso
para utilizar la aplicacio´n que esta´ solicitando.
A continuacio´n, se vera´ ma´s en detalle el rol y funcionamiento de cada
una de las funciones provistas por la API de las librer´ıas de integracio´n:
iam can use passport : esta funcio´n se comunica con el servicio IAM,
a trave´s de la funcio´n enabledPassport. En este punto, el cliente conoce si
el servicio esta´ configurado con soporte para “passport”, y de ser as´ı, entonces
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debe verificar que el usuario haya iniciado una sesio´n de usuario con el mo-
delo IAM. Para ver que esto sea as´ı, se intenta determinar la existencia de la
informacio´n de “passport” que esta´ almacenada en el directorio del usuario, la
cual es generada por la aplicacio´n IAM Login. Si la misma existe, entonces
quiere decir que el usuario ya inicio´ una sesio´n con el modelo IAM, enton-
ces se determina que el uso de “passport” para la autenticacio´n/autorizacio´n
esta´ permitido. En el caso de que el servicio no este´ configurado con sopor-
te para “passport”, entonces se procede a indicarle al cliente que el uso de
“passport” no esta´ permitido.
iam get passport info: una vez que se determina que el uso de “pass-
port” esta´ permitido, entonces se utiliza esta funcio´n, la cual se encarga de
obtener la informacio´n de “passport” almacenada en el directorio del usuario.
Cabe destacar que se debe utilizar esta funcio´n solamente si es seguro que la
sesio´n de usuario fue establecida con el modelo IAM, en caso contrario, se
estara´ intentando obtener informacio´n que todav´ıa no se genero´ en la ma´qui-
na del cliente.
iam ensemble password : luego de obtenida la informacio´n de la se-
sio´n de usuario, se procedera´ a invocar a esta funcio´n, cuya responsabilidad
es la de construir la contrasen˜a que sera´ la utilizada para enviar al servicio
IAM. La contrasen˜a generada por esta funcio´n tendra´ una estructura parti-
cular. Se vio´ en secciones anteriores, que el uso de “passport” determina que
la informacio´n enviada al servicio IAM a la hora de llevar a cabo el proce-
so de autenticacio´n/autorizacio´n no es la misma, entonces, lo que hace esta
funcio´n de la API, es generar la informacio´n con el formato adecuado para
que la funcio´n iam authenticate, pueda determinar que´ tipo de sesio´n es la
que se esta´ estableciendo, as´ı como tambie´n contar con toda la informacio´n
necesaria para enviar al servicio IAM.
iam authenticate : esta funcio´n, es la encargada de comunicarse con
el servicio IAM para determinar si el usuario efectivamente tiene permiso
para utilizar la aplicacio´n que esta´ solicitando. El comportamiento de la mis-
ma, es diferente en caso de que se este´ utilizando “passport” o no, entonces
debe contar con alguna manera de determinar si se esta´ intentando autenti-
car/autorizar una sesio´n de aplicacio´n o una sesio´n de usuario. Si se esta´ uti-
lizando “passport”, entonces la contrasen˜a enviada como para´metro a esta
funcio´n, tendra´ una estructura particular, si no, sera´ solamente una cadena de
caracteres sin ninguna estructura. Dicho esto, la funcio´n iam authenticate
determinara´ el tipo de sesio´n dependiendo de la estructura subyacente de la
contrasen˜a que se le haya enviado.
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Si la sesio´n es de aplicacio´n, entonces la funcio´n llevara´ a cabo el proceso
en dos fases que se vio´ en secciones anteriores: primero llamara´ al servicio
IAM a trave´s de la funcio´n login para realizar la autenticacio´n del usua-
rio. Si el usuario no es va´lido, entonces se procedera´ a informar al cliente de
esta situacio´n. En caso de que el usuario sea va´lido, la funcio´n login retor-
nara´ informacio´n acerca de la sesio´n de aplicacio´n recientemente establecida
con el modelo IAM y e´sta sera´ utilizada para llamar a la funcio´n validate
del servicio IAM. Luego, la funcio´n iam authenticate retornara´ e´xito o
fracaso dependiendo si el usuario tiene permisos suficientes para utilizar la
aplicacio´n solicitada.
4.5 Comunicacio´n
La comunicacio´n entre los mo´dulos clientes (librer´ıas) y el servicio de au-
tenticacio´n/autorizacio´n IAM, se realiza sobre un canal seguro (HTTPS).
De este modo, la informacio´n sensible que viaja hacia el servicio (como son
el nombre de usuario y contrasen˜a de un determinado usuario dentro de la
organizacio´n), en caso de que sea interferida por algu´n intruso, no podra´ ser
obtenida de una forma fa´cil.
La seguridad del canal, se consigue con el uso de certificados, haciendo
que los clientes se autentiquen contra el servicio (para que solo los clientes
habilitados puedan comunicarse), y a su vez el servicio se autentica contra
los clientes (as´ı los clientes verifican que el servicio que esta´n invocando sea
el correcto).
Los certificados normalmente contienen informacio´n como su nombre, em-
presa, departamento, direccio´n de correo, ciudad, pa´ıs, y otros; lo que permite
sofisticados esquemas de control de acceso basa´ndose en uno de estos atribu-
tos o en una combinacio´n de varios.
La informacio´n que viaja por la red es cifrada mediante una clave secreta.
Cuando se emplea la misma clave en las operaciones de cifrado y descifrado,
se dice que el criptosistema es sime´trico o de clave secreta. Cuando se utiliza
una pareja de claves para separar los procesos de cifrado y descifrado, se dice
que el criptosistema es asime´trico o de clave pu´blica.
Una clave, la privada, se mantiene secreta, mientras que la segunda cla-
ve, la pu´blica, puede ser conocida por todos. De forma general, las claves
pu´blicas se utilizan para cifrar y las privadas, para descifrar. El sistema tie-
ne la propiedad de que a partir del conocimiento de la clave pu´blica no es
posible determinar la clave privada. Los criptosistemas de clave pu´blica, aun-
que ma´s lentos que los sime´tricos, resultan adecuados para las funciones de
autenticacio´n, distribucio´n de claves y firmas digitales.
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Para que la autenticacio´n con certificados funcione, las pedidos (requests)
deben ser precedidas por “https://”.
En definitiva, los certificados cumplen dos funciones importantes: la de
cifrar los datos y la de autenticar entidades. De esta forma, se asegura la
confidencialidad e integridad de la informacio´n que viaja por la red.
Sin embargo, este uso de certificados tiene la falencia de que se pueden
obtener (robar) y permitir que un determinado cliente (provisto por una
tercera parte), se comunique con el servicio IAM, teniendo de esta forma
acceso a informacio´n sensible. Para solucionar este problema, los clientes
adema´s presentan al servicio un nombre de usuario y contrasen˜a, conocido
como Autenticacio´n Ba´sica, permitiendo de esta forma que la comunica-
cio´n so´lo se pueda realizar satisfactoriamente teniendo el certificado correcto
y el nombre de usuario y contrasen˜a adecuados.
La Autenticacio´n Ba´sica funciona de la siguiente forma:
Cuando el usuario accede a un recurso del servidor Web protegido me-
diante Autenticacio´n Ba´sica, tiene lugar el siguiente proceso:
1. el usuario debe informar su nombre y contrasen˜a.
2. se intenta establecer una conexio´n con el servidor utilizando esta infor-
macio´n.
3. si el servidor rechaza la informacio´n de autenticacio´n, la conexio´n no
tiene lugar.
4. cuando el servidor Web verifica con e´xito los datos de autenticacio´n, se
establece la conexio´n de acceso al recurso protegido.
En conclusio´n, los componentes del modelo IAM se comunican utilizando
HTTPS + Autenticacio´n Ba´sica, estableciendo as´ı un nivel de seguridad
suficiente para una Intranet.
4.6 Mo´dulo Externo de Autenticacio´n
El mo´dulo externo de autenticacio´n, como se ve en la Fig. 4.1, es el que provee
toda la informacio´n necesaria para el completo funcionamiento del mecanismo
de autenticacio´n/autorizacio´n. Este mo´dulo se adapta al modelo IAM segu´n
las interfaces (APIs de integracio´n) vistas en las figuras Fig. 4.4 y Fig. 4.18,
permitiendo la comunicacio´n con el servicio de autenticacio´n/autorizacio´n
IAM y la herramienta de administracio´n IAM Admin.
El mo´dulo externo debe contar con uno o varios repositorios, donde al-
macena la informacio´n utilizada por el modelo IAM (usuarios, aplicaciones,
Solucio´n Propuesta 40
permisos, sesiones establecidas con el modelo) y tener un protocolo mediante
el cual comunicarse con dicho/s repositorio/s. La flexibilidad de este mo´dulo
reside en la posibilidad de utilizar diferentes medios de persistencia, como
por ejemplo: Bases de Datos, LDAP o archivos XML.
Para que el modelo IAM funcione correctamente, e´ste mo´dulo debe ga-
rantizar la confiabilidad e integridad de la informacio´n, dado que es el encar-
gado de manejar datos sensibles del modelo. Es importante tener en cuenta al
momento de elegir el medio de persistencia, que el mismo cuente con mecanis-
mos de seguridad suficientes para proteger dicha informacio´n contra accesos
no autorizados.
Módulo Externo de
Autenticación
Authentication
UpdatableApplication
UpdatableUser
Authorization
Cacheable
IAM Web
Service
IAM Admin
RDBMS
LDAP
Figura 4.19: Interaccio´n modelo IAM- Mo´dulo Externo
Como se puede apreciar en la figura Fig. 4.19, el servicio de autentica-
cio´n/autorizacio´n IAM, se comunica con el mo´dulo externo a trave´s de las
interfaces Authentication, Authorization, y Cacheable; mientras que la
comunicacio´n de dicho mo´dulo con IAM Admin se logra a trave´s de las
interfaces UpdatableUser y UpdatableApplication.
Cap´ıtulo 5
Implementacio´n
En este cap´ıtulo se describen las decisiones de disen˜o tomadas durante la
etapa de ana´lisis del problema, se muestran las tecnolog´ıas utilizadas y se
explica la implementacio´n del modelo IAM.
5.1 Decisiones de disen˜o
5.1.1 Arquitectura
El problema a resolver, ya visto en el Cap´ıtulo 2, implicaba abstraerse de
las aplicaciones a integrar y de las arquitecturas y plataformas que utilizan.
Entonces se deb´ıa proveer una forma sencilla de integrar estas aplicaciones
con un u´nico mecanismo de autenticacio´n.
En este momento se opta por desarrollar el servicio de autenticacio´n/auto-
rizacio´n como un Servicio Web, que debido a sus caracter´ısticas lo convierten
en la tecnolog´ıa ma´s adecuada para este modelo. Alrededor de este servicio,
se construyo´ el resto del modelo IAM.
Otro punto importante, se presento´ al definir las responsabilidades del
servicio de autenticacio´n/autorizacio´n IAM. Es este caso se determino´, que
el servicio so´lo deb´ıa establecer el flujo y las reglas de negocio del mecanismo
de autenticacio´n, delegando la responsabilidad de co´mo hacer las validaciones
correspondientes al mo´dulo externo, el cual tiene acceso a la informacio´n del
repositorio. Es aqu´ı donde se definieron determinadas interfaces (API), que
el mo´dulo externo debe respetar para poder integrarse al modelo IAM.
Otra decisio´n a tomar, fue co´mo permitir el manejo de sesio´n u´nica y
de que´ forma. En este momento se decide delegar a un mo´dulo particular
(IAM Login), que se ejecutara´ en la ma´quina del cliente y administrara´ la
informacio´n necesaria para el servicio IAM y las aplicaciones integradas.
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Con respecto a la comunicacio´n, por tratarse de informacio´n sensible, se
deb´ıa manejar con cautela. Es por eso que se decide que toda la comunicacio´n
del modelo se haga a trave´s de un canal cifrado, dificultando de este modo
recuperar la informacio´n transmitida por la red ante cualquier intrusio´n.
Todas estas decisiones, junto con la posibilidad de brindar librer´ıas para
integrar ra´pidamente las aplicaciones, y proveer una forma de administrar la
informacio´n relativa a los usuarios, determinaron la arquitectura vista en la
Seccio´n 4.1.
5.1.2 Mecanismo de Autenticacio´n
Al momento de definir el mecanismo de autenticacio´n, por tratarse del punto
cr´ıtico del sistema, se tuvieron en cuenta varios aspectos: determinar si un
usuario es va´lido para el modelo, verificando su identidad; determinar si posee
los privilegios suficientes para acceder a la aplicacio´n solicitada; definir la
informacio´n necesaria para establecer la sesio´n; controlar los distintos errores
que puede generar el mo´dulo externo, y definir las pol´ıticas que determinan
que´ acciones tomar ante estos errores e informarle al usuario de los problemas
ocurridos.
Al definir las reglas del mecanismo de autenticacio´n, se diferenciaron cla-
ramente dos fases: la primera, Autenticacio´n, es decir, determinar si un usua-
rio, a trave´s de su nombre de usuario y contrasen˜a, es va´lido para el modelo.
Si la Autenticacio´n resulta exitosa, se establece la sesio´n, y se env´ıa esta
informacio´n al cliente; la segunda, Autorizacio´n, se valida nuevamente la
informacio´n del usuario y de sesio´n, y se verifica que el usuario tenga los
permisos para acceder a la aplicacio´n solicitada.
Para definir el manejo de errores se crearon una serie de Excepciones y
Co´digos de Error para las dos fases, permitie´ndole de este modo a las librer´ıas
de integracio´n, informar de un modo amigable el problema al usuario.
5.1.3 Conceptos de Sesio´n y Ticket
Sesio´n y Ticket son dos conceptos abstractos del modelo, fundamentales
para entender su comportamiento. En el momento que un usuario se ha
logueado satisfactoriamente al modelo, queda establecida una sesio´n. El u-
suario se puede loguear, o bien directamente desde una aplicacio´n integrada,
o utilizando el Mo´dulo de manejo de sesio´n u´nica IAM Login visto en la
Seccio´n 4.4. Es por esto que se definieron dos tipos de sesio´n:
Sesio´n de aplicacio´n: es aquella que se establece entre el modelo y el
usuario para una determinada aplicacio´n.
Sesio´n de usuario: es compartida por todas las aplicaciones integradas.
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En este momento se define que´ informacio´n caracterizara´ a una sesio´n,
independientemente del tipo que sea. Es aqu´ı donde se introduce al modelo
el concepto de Ticket, que es la informacio´n generada en la fase de Auten-
ticacio´n y validada posteriormente en la fase de Autorizacio´n. Este Ticket
esta compuesto de: identificador univoco de sesio´n (denominado ticketId),
el nombre del usuario, y la contrasen˜a encriptada con una clave secreta de
sesio´n (denominada secretKey).
Cuando se establece una sesio´n de usuario, es decir, se esta´ utilizando el
mecanismo de sesio´n u´nica, la informacio´n del Ticket es almacenada en la
ma´quina del cliente, y es la que posteriormente sera´ validada en los futuros
accesos a las dema´s aplicaciones integradas. Esta informacio´n es administrada
por el Mo´dulo de manejo de sesio´n u´nica.
La informacio´n del Ticket (ticketId, secretKey) es generada por el modelo
IAM, y su administracio´n y validacio´n la realiza el mo´dulo externo.
5.1.4 Seguridad de las Contrasen˜as
Las contrasen˜as representan un punto posible de vulnerabilidad para el mo-
delo IAM, dado que esta informacio´n se expone al mo´dulo externo de au-
tenticacio´n, y es almacenada en la ma´quina del cliente. Es aqu´ı donde se
decidio´ que las contrasen˜as enviadas desde el modelo este´n cifradas. Para
esto se definieron dos pol´ıticas de cifrado dependiendo de a do´nde se env´ıa la
informacio´n. Cuando la contrasen˜a es pasada al mo´dulo externo de autenti-
cacio´n, es encriptada con una clave u´nica de IAM; cuando es la contrasen˜a
del Ticket, es cifrada con una clave espec´ıfica para la sesio´n establecida.
El mecanismo de cifrado elegido fue DES [9], que es un algoritmo sime´tri-
co basado en claves de 64 bits.
La informacio´n en la ma´quina del cliente es almacenada en el directorio
por defecto del usuario (el cual depende del Sistema Operativo), de forma tal
que so´lo dicho usuario o un administrador tiene acceso a esa carpeta. Esto
es manejado por la pol´ıticas de seguridad establecidas por la organizacio´n.
5.2 Tecnolog´ıas
En esta seccio´n se presentan las tecnolog´ıas utilizadas en el desarrollo del
modelo IAM.
En cuanto a la programacio´n del Servicio Web IAM del modelo se op-
to´ por el lenguaje Java [10] por varias razones: provee un soporte multiplata-
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forma de las aplicaciones, que son capaces de funcionar indistintamente sobre
diversas plataformas (Sun, IBM, Compaq) y Sistemas Operativos (Windows,
Linux, Solaris), dado que los programas son interpretados por una ma´quina
virtual JVM (Java Virtual Machine) nativa del Sistema Operativo; es un
lenguaje orientado a objetos, y permite desarrollar sistemas Desktop y Web
extensibles, modulares y reusables con menor costo.
El protocolo de comunicacio´n usado entre este servicio y las librer´ıas de
integracio´n, es SOAP (Simple Access Object Protocol) [11]. SOAP es un
protocolo liviano de intercambio de informacio´n en un ambiente distribuido.
Esta´ basado en XML y consiste de tres partes: un encabezado que define
un framework para describir que´ es un mensaje y co´mo se procesa, un con-
junto de reglas de codificacio´n para expresar instancias de tipos de datos
definidos por la aplicacio´n, y una convencio´n para representar llamadas a
procedimientos remotos (RPC) y respuestas.
Existen varias implementaciones del protocolo SOAP. Para esta tesis se
utilizo´ AXIS [12], que es un engine SOAP (framework) para construccio´n de
procesos; incluye un server, soporte para WSDL (Web Service Description
Language), plugins para integrar con el Servlet Container Tomcat, utilitarios
para generar clases desde el WSDL, y herramientas de monitoreo TCP/IP.
Existen dos implementaciones de AXIS: una en Java y otra en C++. Se
opto´ por la implementacio´n de AXIS en Java, para mantener compatibilidad
con el resto del desarrollo.
Toda la comunicacio´n entre el servicio y las librer´ıas de integracio´n se
realiza sobre un canal seguro (cifrado) HTTPS, utilizando certificados y
firmando digitalmente con estos las clases del modelo IAM, de forma tal que
so´lo los clientes que posean los certificados de confianza podra´n comunicarse
con el servidor. Esto se logra configurando el servidor con un certificado
que incluye los clientes que son de confianza. Del mismo modo, cada cliente
cuenta con su certificado. Para que pueda establecerse conexio´n entonces,
es necesario que los clientes sean de confianza para el servidor y viceversa,
para evitar que los clientes le env´ıen informacio´n sensible a una entidad
desconocida.
El modelo IAM, determina adema´s, que para poder establecer la comu-
nicacio´n entre los clientes y el servicio de autenticacio´n/autorizacio´n IAM,
los clientes debera´n proveer informacio´n de usuario y contrasen˜a. Esto u´ltimo
es conocido como Autenticacio´n Ba´sica, y se logra configurando al servi-
cio como un recurso protegido, so´lo accesible si se proporciona el usuario y
contrasen˜a correctos. De este modo, no basta con tener los certificados para
poder comunicarse con el servicio, si no tambie´n contar con el usuario y con-
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trasen˜a apropiados.
Otro punto importante, es el de poder detectar fallas y funcionamiento
ano´malo, no solo durante la etapa de desarrollo, si no tambie´n una vez que el
sistema se encuentra en produccio´n, y as´ı poder tomar las decisiones corres-
pondientes. La insercio´n de sentencias de debugging en el co´digo, es una de
las te´cnicas ma´s utilizadas para detectar estas fallas, ya que provee informa-
cio´n precisa acerca del contexto de la ejecucio´n de una aplicacio´n. Para esto
se utilizo´ Log4j [13], que es una API que permite el logueo de informacio´n
de manera muy flexible, a trave´s de un archivo de configuracio´n, de acuerdo
a ciertos niveles y categor´ıas.
Adema´s se desarrollaron librer´ıas en los lenguajes ma´s populares de la
actualidad (como Java, PHP, C/C++), que posibilitan la fa´cil integracio´n
de aplicaciones al modelo IAM. Es en este momento donde se debe tener en
cuenta si la aplicacio´n a integrar responde a una arquitectura Web o Clien-
te/Servidor. Para las aplicaciones Cliente/Servidor, se cuenta con librer´ıas
desarrolladas en Java y C/C++; para las aplicaciones Web, en Java y PHP.
En las aplicaciones Web, era necesario contar con un mecanismo para de-
tectar y leer la informacio´n de la sesio´n establecida por el usuario, como ya
se explico´ en el Cap´ıtulo 4. Para esto se provee un Applet [14] desarrollado en
Java. Un Applet es un programa que puede ser embebido en cualquier pa´gina
HTML. Cuando se accede a una pa´gina que contiene un Applet, el co´digo es
transferido al sistema del cliente y ejecutado por la ma´quina virtual (JVM)
del navegador, lo que asegura que el programa se ejecutara´ de acuerdo a las
restricciones de la JVM.
Del mismo modo, se provee un mecanismo para poder loguearse al mo-
delo IAM, y persistir la informacio´n de sesio´n en la ma´quina del cliente,
como se vio´ en la Seccio´n 4.2.2. Se cuenta entonces con una aplicacio´n JWS
(Java Web Start) [15], independiente del Sistema Operativo utilizado. JWS
tiene las siguientes caracter´ısticas: se instala automa´ticamente en la ma´quina
del usuario; cada vez que se accede, chequea que la versio´n esta´ actualizada
con respecto a la que esta´ en el servidor; instala, en caso de que no se en-
cuentre ya instalado, el soporte para que pueda funcionar. Esta aplicacio´n se
encuentra firmada digitalmente y requiere acceder a determinados recursos
de la ma´quina del cliente. Si el cliente acepta el certificado presentado por la
aplicacio´n, tendra´ acceso irrestricto a la ma´quina.
Con respecto a las tecnolog´ıas utilizadas para el desarrollo de la aplica-
cio´n de administracio´n IAM Admin, tenemos un framework MVC (Model
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View Controller) Struts [16]. Struts es una capa de control flexible basado
en tecnolog´ıas esta´ndar como Java Servlets, JavaBeans, ResourcesBoundles,
y XML, que provee su propio componente Controlador, que es integrado con
otras tecnolog´ıas que proveen la parte del Modelo y la Vista. Para el Mode-
lo, Struts puede interactuar con tecnolog´ıas de acceso a datos como JDBC,
EJB, o Hibernate. Para la Vista, puede trabajar con JSP (Java Server Pa-
ges), incluyendo JSTL y JSF, como as´ı tambie´n con templates como Velocity
y XSLT. Struts permite as´ı, crear un ambiente de desarrollo extensible para
las aplicaciones, utilizando esta´ndares y patrones de disen˜o efectivos. En la
aplicacio´n IAM Admin se utilizo´ Struts, Servlets [17], JDBC [18], JSP [19],
JSTL [20] y DisplayTags [21].
Las librer´ıas de integracio´n, dependiendo del lenguaje en las que esta´n
desarrolladas, utilizan diferentes librer´ıas para comunicarse con el Servicio
Web.
En el caso de la librer´ıa en C++, se utiliza gSoap [22], que es un kit de
desarrollo que permite acceder y consumir un servicio web de manera trans-
parente. Esta´ enteramente desarrollado en C/C++, y provee una interfaz
muy u´til para mapear XML a tipos de datos de C/C++.
En el caso de PHP, se utilizo´ NuSoap [23], que consiste en un grupo de
clases PHP, para crear y consumir Servicios Web. Si bien esta librer´ıa no im-
plementa todas las especificaciones de SOAP 1.1 y WSDL 1.1, el subconjunto
que implementa es suficiente para lo que se necesita dentro de este trabajo.
Por u´ltimo, para el caso de la librer´ıa en Java, se utilizo´ el conjunto
de clases provisto por Apache Axis, sucesor de Apache SOAP, que permite
generar un conjunto de clases, las cuales, mediante JAX-RPC, consumen los
Servicios Web.
5.3 Implementacio´n del modelo IAM
En esta seccio´n se vera´n en detalle distintos aspectos de la implementacio´n
de cada uno de los componentes del modelo IAM, las entidades participantes
y sus colaboraciones.
5.3.1 Inicio y configuracio´n del modelo IAM
Cuando el modelo IAM se inicia, se ejecuta InitializationIAMServlet, el
cual indica que se debe leer la configuracio´n e iniciar los demonios correspon-
dientes. La configuracio´n del modelo se encuentra en un archivo “iam.cfg”,
que tiene la siguiente estructura:
<IAM>
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<enabledPassport>true</enabledPassport>
<expirationSessionTime>28800</expirationSessionTime>
<cacheCheckPeriod>25200</cacheCheckPeriod>
<sessionTicketFileName>/sessionTicket.ses</sessionTicketFileName>
</IAM>
A continuacio´n se describe la sema´ntica de cada uno de los valores del
archivos de configuracio´n:
enabledPassport: Determina si el modelo tiene habilitado el soporte pa-
ra “passport”. Los valores permitidos son true o false.
expirationSessionTime: Indica el tiempo de expiracio´n de las sesiones
de usuario. El valor esta´ expresado en segundos.
cacheCheckPeriod: Indica el intervalo de tiempo esperado entre cada
chequeo del cache. El valor esta´ expresado en segundos.
Nota: este valor debe ser siempre menor a expirationSessionTime.
sessionTicketFileName: Indica el archivo donde se mantendra´ el u´ltimo
ticketId generado.
Nota: si no existe, se creara´ automa´ticamente. No debe ser modificado ni
borrado.
El encargado de mantener esta configuracio´n es IAMMasterConfigFile,
el cual es una instanciacio´n del patro´n de disen˜o Singleton [24]. Como se dijo
anteriormente, cuando se inicia el servicio se activa un demonio,
CacheDeamon, que es el encargado de verificar la validez de las sesiones de
los diferentes usuarios, de acuerdo a las propiedades expirationSessionTime
y cacheCheckPeriod.
5.3.2 Servicio de autenticacio´n/autorizacio´n IAM
En esta seccio´n se vera´ el componente principal del modelo IAM, el cual
implementa las cuatro funciones: enabledPassport, login, validate, y logout.
enabledPassport : determina en funcio´n de la configuracio´n del modelo,
a trave´s de la propiedad enabledPassport de IAMMasterConfigFile, si
el manejo de sesio´n u´nica esta´ activado.
login : recibe el nombre de usuario y contrasen˜a y, luego de cifrar la
contrasen˜a con una clave de encriptacio´n u´nica de IAM, se los env´ıa al
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mo´dulo externo de autenticacio´n, el cual verifica que sean correctos. En caso
de tener e´xito la validacio´n, se genera la informacio´n de sesio´n (Ticket), con
el ticketId, el nombre de usuario, y la contrasen˜a cifrada con una clave secreta
de encriptacio´n (secretKey).
El encargado de generar ticketId y secretKey es SessionTicketGenera-
tor. Estos dos valores se obtienen a partir de dos me´todos: getTicketId() y
getSecretKey().
• getTicketId() permite generar y almacenar ato´micamente el nuevo iden-
tificador de sesio´n ticketId, asegurando de esta forma la unicidad de los
mismos. El u´ltimo ticketId generado es guardado en el archivo deter-
minado por la propiedad sessionTicketFileName.
• getSecretKey() devuelve una clave random de encriptacio´n de 64 bits.
Este Ticket es almacenado por el mo´dulo externo y es devuelto al cliente,
junto con el co´digo de retorno de la operacio´n, que puede ser 0, en cuyo caso
la validacio´n resulto´ exitosa, o -1 indicando que el usuario no es va´lido.
validate : recibe la informacio´n de sesio´n (Ticket), junto con la aplica-
cio´n a la que el usuario esta´ intentando acceder. Como primer paso, verifica
que la informacio´n de sesio´n se corresponda con una sesio´n va´lida y que esta
no haya expirado. Si la sesio´n es va´lida, se vuelve a verificar la informacio´n
del usuario. La contrasen˜a enviada al mo´dulo externo, se construye de la si-
guiente manera: la contrasen˜a obtenida del Ticket, es descifrada con la clave
secreta de encriptacio´n de esa sesio´n en particular, y luego es cifrada con
la clave de encriptacio´n u´nica de IAM. De esta forma se controla que el
nombre de usuario y contrasen˜a sean correctos. Luego verifica los privilegios
del usuario para la aplicacio´n. Retorna distintos co´digos en funcio´n de las
validaciones realizadas: 0, la validacio´n resulto´ exitosa; -1, la sesio´n ha expi-
rado; -2, usuario inva´lido; y -3, el usuario no tiene permiso para acceder a
la aplicacio´n solicitada.
logout : indica la finalizacio´n de la sesio´n, eliminando la informacio´n al-
macenada.
5.3.3 Mo´dulo para el manejo de sesio´n u´nica
El manejo de sesio´n u´nica se realiza a trave´s de un mo´dulo especial llamado
IAM Login. IAM Login es una aplicacio´n JWS (Java Web Start), que se
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descarga automa´ticamente en la ma´quina del usuario, permitie´ndole ingresar
su nombre de usuario y contrasen˜a, y poder de esta forma establecer una
sesio´n de usuario u´nica con el modelo IAM, y acceder a todas las aplicaciones
integradas para las cuales se encuentra habilitado sin tener que ingresar esta
informacio´n nuevamente. Este mo´dulo puede solamente ser utilizado en el
caso de que el modelo IAM este´ configurado con soporte para “passport”.
IAM Login tiene el siguiente comportamiento: cuando un usuario ingre-
sa su nombre de usuario y contrasen˜a, se env´ıa el mensaje login al servicio de
autenticacio´n/autorizacio´n IAM; en caso de que la informacio´n suministra-
da sea correcta, ya se tiene una sesio´n de usuario establecida con el modelo,
y se procede a escribir la informacio´n de sesio´n (Ticket) en la ma´quina del
usuario. De esta forma un archivo “iam.pas” es generado en el directorio por
defecto del usuario, con la informacio´n del Ticket. En este momento se ini-
cia un demonio, el cual sera´ el encargado de mantener activa la sesio´n del
usuario, enviando cada intervalo regular de tiempo un mensaje de validate
al servicio, validando de esta forma que la informacio´n en la ma´quina del
usuario no se corrompa.
La aplicacio´n, una vez que se ha establecido la sesio´n, se guarda esta
informacio´n. De esta forma, si el Ticket interno de IAM Login difiere del
Ticket guardado en la ma´quina del cliente, o el validate falla, IAM Login
env´ıa un mensaje de logout al servicio IAM, invalidando de esta forma
la sesio´n del usuario, y eliminando el archivo “iam.pas”. Si la aplicacio´n se
cierra, tambie´n se finaliza la sesio´n invocando al logout y eliminando el
archivo.
5.3.4 Librer´ıas de Integracio´n
Como ya se menciono´ anteriormente, se desarrollaron librer´ıas para integrar
aplicaciones Web y Cliente/Servidor implementadas en los lenguajes ma´s
populares como son Java, PHP, y C/C++.
Las librer´ıas de integracio´n con el servicio IAM respetan la API vista en
la Seccio´n 4.4. Todas estas librer´ıas son configurables a trave´s de un archivo
de configuracio´n “iam config”, que tiene la siguiente estructura:
SERVER_PROTOCOL=https
SERVER_HOST=www.iamservice.com
SERVER_PORT=8443
APP_NAME=jabber
BASIC_AUTH=true
SERVICE_NAME=IAMService
A continuacio´n se describe la sema´ntica de cada uno de los valores del
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archivo de configuracio´n:
SERVER_PROTOCOL: Determina el protocolo utilizado para la comunica-
cio´n. Valores permitidos: http o https.
SERVER_HOST: Indica la direccio´n IP o Url donde se encuentra el servicio
IAM.
SERVER_PORT: Establece el puerto configurado para la comunicacio´n. Este
valor depende de la configuracio´n establecida segu´n el protocolo http o https
del servidor Web.
APP_NAME: Este valor determina el nombre de la aplicacio´n integrada al
modelo IAM.
BASIC_AUTH: Determina si se esta´ utilizando Autenticacio´n Ba´sica. Valo-
res permitidos: true o false.
SERVICE_NAME: Es el alias para el servicio de autenticacio´n/autorizacio´n
IAM. Salvo que el administrador cambie la configuracio´n del servidor Web,
el valor sera´ IAMService.
Como ya se vio´ en la Seccio´n 4.4, el tipo de sesio´n establecida con el
modelo IAM, determina la estructura de la contrasen˜a enviada a la funcio´n
iam authenticate de la API. Si se esta´ utilizando “passport”, la estructura
de la contrasen˜a es la siguiente:
[ticketId][encryptedPassword]
En caso de no estar utilizando “passport”, so´lo se env´ıa la contrasen˜a
ingresada.
5.3.5 Herramienta de Administracio´n
La herramienta de administracio´n IAM Admin, es una aplicacio´n Web
muy sencilla, desde la cual se pueden realizar ciertas tareas de administra-
cio´n. Como ya se menciono´ en el Cap´ıtulo 4, se definen dos tipos de usuario
que pueden acceder a la aplicacio´n. Estos dos tipos de usuario son: Usuario
Administrador y Usuario de Aplicacio´n.
IAM Admin, define estos dos tipos de usuario, mediante una clase par-
ticular denominada UserRole, que se puede apreciar en la Fig. 5.1. Cabe
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destacar, que estos roles son definidos por IAM Admin, y son los que de-
terminan su funcionamiento. Es por esto que la interfaz UpdatableUser,
no maneja los roles como cadenas de caracteres, ni se deja a criterio de la im-
plementacio´n del mo´dulo externo la definicio´n de los mismos. Si se necesitan
definir nuevos roles, debe extenderse la implementacio´n de la herramienta de
administracio´n IAM Admin para que sean contemplados.
ar.edu.iam.admin.enum
-code
-description
AbstractEnum
+getCode()
+getDescription()
+search(in code) : UserRole
-ADMINISTRATOR : UserRole
-FINAL_USER : UserRole
UserRole
Figura 5.1: Clase UserRole
En la Fig. 5.2, se muestran los diferentes componentes que forman parte
de la herramienta de administracio´n IAM Admin.
5.3.6 Seguridad en la Comunicacio´n
En esta seccio´n se tratara´n en detalle determinados aspectos de la comuni-
cacio´n con el modelo IAM, consideraciones de seguridad, tales como auten-
ticidad de las partes que se comunican, y confidencialidad de la informacio´n
que se env´ıa por la red.
La seguridad es un punto crucial en los Servicios Web. Sin embargo, ni
XML-RPC ni SOAP en sus especificaciones hacen expl´ıcitos ningu´n requeri-
miento de seguridad o autenticacio´n.
• Confidencialidad: XML-RPC y SOAP corren principalmente sobre
HTTP, y la comunicacio´n XML puede entonces ser encriptada v´ıa Se-
cure Sockets Layer (SSL). SSL es una tecnolog´ıa probada, y es una
opcio´n viable para encriptar los mensajes.
La confidencialidad se logro´ a trave´s del uso de certificados, como se
vio´ en la Seccio´n 4.4. En particular, se definieron dos tipos de certifi-
cados: el primero, es para obtener un canal seguro HTTPS (lo cual se
logra configurando el Servidor Web con este certificado); y el segundo,
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ar.edu.iam.admin.actions
ar.edu.iam.admin.interfaces
ar.edu.iam.admin.exceptions
ar.edu.iam.admin.web
ar.edu.iam.admin.enum
-code
-description
AbstractEnum
UserRole
+setToSession(in request, in key, in value)
+removeFromSession(in request, in key)
+getFromSession(in request, in key)
+setToApplication(in request, in key, in value)
+getFromApplication(in request, in key)
+invalidateSession(in request)
+getLoggedUser(in request) : UpdatableUser
ServiceManager
+validateIdentical(in bean, in va, in field, in erros, in request) : bool
Validator
UserException
ApplicationException
ar.edu.iam.admin.model
Application
User
UpdatableApplication
UpdatableUser
+SESSION_LOGGED_USER
+FORWARD_SUCCESS
+FORWARD_FAILURE
+REDIRECT_LOGIN_PAGE
+REDIRECT_ERROR_PAGE
+REDIRECT_ACCESS_DENIED_PAGE
WebKeys
+login(in username, in password) : bool
+list() : UpdatableUser[]
+add(in firstName, in lastName, in username, in password, in email, in role, in applications, in loggedUser) : bool
+delete(in username) : bool
+get(in username) : UpdatableUser
+edit(in firstName, in lastName, in username, in email, in role, in applications, in loggedUser) : bool
+edit(in firstName, in lastName, in email, in loggedUser) : bool
+changePassword(in username, in password, in password_new, in loggedUser) : bool
+getEmail()
+getFirstName()
+getLastName()
+getRole()
+getUsername()
+getApplications()
+getPassword()
«interface»
UpdatableUser
+list() : UpdatableApplication[]
+add(in appName, in description, in url, in loggedUser) : bool
+edit(in appName, in description, in url, in loggedUser) : bool
+delete(in appName) : bool
+get(in appName) : UpdatableApplication
+getAppName()
+getDescription()
+getUrl()
«interface»
UpdatableApplication
ar.edu.iam.admin.web.display
ListApplicationsDecorator ListUsersDecorator
EditApplicationAction
EditProfileUserAction
ChangePasswordAction
AddUserAction
GetApplicationAction
EditUserAction
GenericAction
AddApplicationAction DeleteApplicationAction
DeleteUserAction
GetProfileUserEditActionGetProfileUserViewActionGetUserEditAction
ListUsersAction
ListApplicationsAction
GetUserViewAction
GetUserAddAction
LoginAction
LogoutAction
ResetPasswordAction
ar.edu.iam.admin.web.display.erros
+addError(in errors, in error)
ErrorsHandler Messages
Figura 5.2: Diagrama de Clases - Herramienta de Administracio´n IAM Ad-
min
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es para firmar digitalmente los clientes, de manera que e´stos se puedan
comunicar con el Servicio Web. Cabe destacar que se establece una
pol´ıtica de autenticacio´n mutua, determinando que so´lo clientes auto-
rizados se comuniquen con el Servicio Web y a su vez, que el Servicio
Web sea una entidad de confianza para los clientes. Para la genera-
cio´n de certificados, se utilizo´ la herramienta keytool, y para firmar
digitalmente los clientes, se utilizo´ jarsigner. Ambas herramientas son
provistas por el SDK de Java.
• Autenticacio´n: HTTP incluye soporte para Basic and Digest Aut-
hentication, y los servicios pueden entonces ser protegidos de la misma
forma en que son protegidos los documentos HTML.
La autenticacio´n se logro´ entonces utilizando certificados con el agrega-
do de Basic Authentication. Para implementar Basic Authentication,
se cuenta con la siguiente configuracio´n del framework Axis:
<login-config>
<auth-method>BASIC</auth-method>
<real-name>Protected Integrated Authentication Model</real-name>
</login-config>
<security-role>
<description>IAM Security Role</description>
<role-name>IAM</role-name>
</security-role>
De esta manera, en el Servidor Web, se debe configurar el rol que puede
acceder a este recurso protegido, y los usuarios que tengan este rol.
<user username="iam_basic_user" password="iam_pswd" roles="IAM"/>
Los clientes del Servicio Web, se comunican utilizando el usuario y la
contrasen˜a vistas en el XML anterior.
• Seguridad de Red: extendiendo HTTP v´ıa SOAP se faculta a los
clientes remotos para invocar comandos y procedimientos, cosa que
es prevenida por los firewalls. Si se quiere verdaderamente filtrar los
mensajes XML-RPC o SOAP, se debe filtrar todos los requerimientos
HTTP POST, PUT, DELETE, HEAD.
<security-constraint>
<web-resource-collection>
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<web-resource-name>protected-resources</web-resource-name>
<url-pattern>/services/IAMService</url-pattern>
<http-method>HEAD</http-method>
<http-method>POST</http-method>
<http-method>PUT</http-method>
<http-method>DELETE</http-method>
</web-resource-collection>
<auth-constraint>
<role-name>IAM</role-name>
</auth-constraint>
<user-data-constraint>
<transport-guarantee>NONE</transport-guarantee>
</user-data-constraint>
</security-constraint>
5.3.7 API integracio´n mo´dulo externo
Esta API se definio´ para permitir la comunicacio´n entre los componentes
IAM Web Service y IAM Admin del modelo IAM con las clases del
mo´dulo externo de autenticacio´n como se muestra en la figura Fig. 5.3. El
modelo interactu´a con 4 clases:
• User implementa las interfaces Authentication y Authorization,
para permitirle al servicio de autenticacio´n/autorizacio´n IAM validar
un usuario y determinar si tiene los permisos necesarios para acceder a
la aplicacio´n solicitada.
• Cache implementa la interfaz Cacheable, y permite administrar las
sesiones de los usuarios.
• User implementa la interfaz UpdatableUser, e implementa la fun-
cionalidad requerida por el mo´dulo IAM Admin para el manejo de
usuarios.
• Application implementa la interfaz UpdatableApplication, y permi-
te administrar las aplicaciones del modelo.
Como ya se menciono´ en el Cap´ıtulo 4, IAM Web Service es el encar-
gado de definir las reglas del mecanismo de autenticacio´n/autorizacio´n. Para
esto se definieron tres interfaces que debe implementar el mo´dulo externo pa-
ra permitir que este proceso se lleve a cabo. Como ya se menciono´ tambie´n,
el mecanismo de autenticacio´n consta de dos fases: la primera de autenti-
cacio´n y la segunda de autorizacio´n. Es por esto que se implementaron
las interfaces Authentication y Authorization, que determinan respec-
tivamente si un usuario es va´lido y si tiene los permisos para acceder a la
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Módulo Externo de
Autenticación
User
Application
User
Cache
Authentication
Authorization
Cacheable
Updatable
User
Updatable
Application
IAM Web
Service
IAM Admin
RDBMS
LDAP
Figura 5.3: Implementacio´n Mo´dulo Externo segu´n API Integracio´n
aplicacio´n solicitada. Una vez que el usuario ha sido validado y es correc-
to, a trave´s de la interfaz Cacheable, se tiene la posibilidad de manejar la
informacio´n de sesio´n generada.
A continuacio´n se explica cual es el comportamiento de cada uno de los
me´todos de estas tres interfaces:
La interfaz Cacheable es la ma´s compleja del modelo, y una de las ma´s
importantes. Las cuatro funciones siguientes, permiten acceder a la informa-
cio´n de un ı´tem recuperado del cache.
getTicketId(): retorna el identificador un´ıvoco de sesio´n generado por
SessionTicketGenerator del modelo IAM.
getUsername(): retorna el nombre de usuario de una determinada se-
sio´n.
getSecretKey(): retorna la clave secreta de encriptacio´n/desencripta-
cio´n de una sesio´n determinada. Esta clave es generada por SessionTicket-
Generator del modelo IAM.
getDate(): retorna la fecha de la sesio´n. A partir de esta fecha, el modelo
IAM administra el tiempo de vida de las sesiones.
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Los me´todos que se explican a continuacio´n, son para manipular la infor-
macio´n de sesio´n, pudiendo recuperarla, almacenarla y modificarla.
storeCacheItem(long ticketId, byte[] key, String username): al-
macena la informacio´n de sesio´n. Esta funcio´n recibe el identificador un´ıvoco
de sesio´n ticketId, la clave de encriptacio´n/desencriptacio´n key, y el nombre
de usuario username de la sesio´n. La sesio´n debe ser creada con la fecha actual
de la operacio´n. Ante cualquier error retorna la excepcio´n CacheException.
getCacheItem(long ticketId): retorna la sesio´n especificada a trave´s
de ticketId.
getCacheItems(): retorna todas las sesiones almacenadas en el cache.
deleteCacheItem(long ticketId): elimina la sesio´n segu´n ticketId. Es-
ta funcio´n es utilizada por CacheDeamon del modelo IAM, para eliminar
aquellas sesiones que han expirado, como as´ı tambie´n cuando un usuario se
desloguea.
updateCacheItem(long ticketId): actualiza la fecha de la sesio´n segu´n
ticketId. Esta funcio´n es utilizada para mantener activas las sesiones.
Las interfaces Authentication y Authorization son ma´s simples.
Authentication define el me´todo isValid yAuthorization havePermission.
isValid(String username, String password): retorna un booleano in-
dicando si el usuario es va´lido a partir de su nombre de usuario username y
su contrasen˜a password. Cabe destacar que la contrasen˜a que recibe esta´ en-
criptada con la clave de encriptacio´n/desencriptacio´n u´nica del modelo IAM.
Propaga una excepcio´n AuthenticationException ante cualquier proble-
ma o falla.
havePermission(String username, String application): determina
si un usuario username tiene permiso para acceder a la aplicacio´n solicita-
da application. Levanta una excepcio´n AuthorizationException cuando se
produce algu´n error.
Todos los posibles errores que puedan generar estos me´todos son atra-
pados a trave´s de las excepciones definidas para estas interfaces Authenti-
cationException, AuthorizationException, y CacheException segu´n
corresponda. El mo´dulo externo de autenticacio´n esta´ obligado a manejar sus
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propias excepciones y propagar hacia el modelo las excepciones antes men-
cionadas con la descripcio´n de los errores ocurridos.
Ahora bien, hasta aqu´ı se explico´ que´ comportamiento debe respetar e
implementar el mo´dulo externo para poder interactuar con el modelo IAM,
y permitir realizar el mecanismo de autenticacio´n/autorizacio´n IAM. Como
ya se menciono´ anteriormente, el modelo provee una herramienta para po-
der administrar los usuarios del modelo, permisos, y las aplicaciones que se
integran. Para esto tambie´n, se definieron dos interfaces: UpdatableUser y
UpdatableApplication. La primera permite manejar toda la informacio´n
relativa a los usuarios del modelo, sus permisos, e informacio´n personal. La
segunda permite administrar las aplicaciones, pudiendo agregar, eliminar y
modificar aplicaciones.
Los me´todos de la interfaz UpdatableUser y su comportamiento se ven
a continuacio´n:
getEmail(): retorna el e-mail del usuario.
getFirstName(): retorna el nombre del usuario.
getLastName(): retorna el apellido del usuario.
getRole(): retorna el rol del usuario. En el modelo IAM se contemplan
dos tipos de roles, definidos a trave´s de la clase UserRole: Usuario Admi-
nistrador y Usuario de Aplicacio´n. Un usuario con el rol de Administrador,
podra´ manejar la informacio´n de los usuarios, permisos y aplicaciones.
getUsername(): retorna el nombre de usuario.
getApplications(): retorna una lista con los nombres de las aplicaciones
a las cuales el usuario puede acceder, es decir, que tiene los permisos sufi-
cientes para poder utilizarlas.
getPassword(): retorna la contrasen˜a del usuario. Como ya se menciono´,
esta contrasen˜a esta´ encriptada con la clave u´nica de encriptacio´n/desencrip-
tacio´n de IAM.
Estos me´todos permiten acceder a la informacio´n de un usuario determi-
nado.
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login(String username, String password): retorna un booleano in-
dicado si el proceso de login resulto´ exitoso. Este me´todo recibe el nombre
de usuario username, y la contrasen˜a encriptada con la clave u´nica de en-
criptacio´n/desencriptacio´n de IAM password, y a trave´s de estos para´metros
determina si el usuario existe y es va´lido.
list(): retorna una lista de todos los usuarios del modelo.
add(String firstName, String lastName, String username, String
password, String email, UserRole role, String[] applications, String
loggedUser): este me´todo permite agregar un usuario al modelo. Retorna
un booleano indicando si el proceso tuvo e´xito o no. el para´metro loggedUser,
representa el nombre del usuario logueado al sistema, para permitir realizar
algu´n tipo de auditor´ıa. El para´metro applications, representa el conjunto de
aplicaciones a las cuales podra´ acceder el usuario. La contrasen˜a password
esta´ encriptada con la clave u´nica de IAM. El para´metro role, es alguno de
los definidos: Usuario Administrador o Usuario de Aplicacio´n.
delete(String username): elimina un usuario del modelo segu´n user-
name.
get(String username): permite recuperar un usuario del modelo, a
trave´s del nombre de usuario username.
A continuacio´n se explican dos me´todos para editar usuarios. El primero
es para que los usuarios con el rol de Administrador puedan modificar propie-
dades de los dema´s usuarios del modelo. El segundo, permite a los usuarios
con el rol de Usuario de Aplicacio´n, modificar sus opciones personales.
edit(String firstName, String lastName, String username, String
email, UserRole role, String[] applications, String loggedUser): per-
mite modificar un usuario segu´n su nombre de usuario username. Los para´-
metros tienen el mismo sentido que el visto en el me´todo add.
edit(String firstName, String lastName, String email, String
loggedUser): permite modificar las opciones personales del usuario
loggedUser. Este me´todo es utilizado por los usuarios con el rol de Usua-
rio de Aplicacio´n.
El mo´dulo externo debe contemplar cualquier excepcio´n que se pueda
producir, y devolver UserException.
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La interfaz UpdatableApplication es ma´s sencilla, y tiene los siguien-
tes me´todos que permiten administrar las aplicaciones del modelo IAM.
Estos me´todos proveen una forma de acceder a los atributos de una apli-
cacio´n:
getAppName(): retorna el nombre de una determinada aplicacio´n.
getDescription(): retorna la descripcio´n de una aplicacio´n.
getUrl(): retorna la direccio´n (URL) de una aplicacio´n.
Al igual que la interfaz UpdatableUser, UpdatableApplication tiene
me´todos para agregar, eliminar y modificar aplicaciones.
list(): retorna una lista de las aplicaciones integradas al modelo IAM.
add(String appName, String description, String url, String
loggedUser): agrega una aplicacio´n de nombre appName; loggedUser es
usado para auditor´ıa.
delete(String appName): elimina la aplicacio´n de nombre appName.
get(String appName): retorna la aplicacio´n de nombre appName.
edit(String appName, String description, String url, String
loggedUser): permite editar la descripcio´n description y la direccio´n (URL)
de la aplicacio´n de nombre appName; loggedUser es para auditor´ıa.
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Experiencias de Uso
Para mostrar el correcto funcionamiento del Integrated Authentication Model
(IAM), se integran las siguientes aplicaciones:
• ChikiWiki: es una aplicacio´n Web desarrollada en Java con Struts
(MVC), que permite mantener una base de conocimiento comu´n, pu-
diendo as´ı compartir informacio´n y experiencias. Utiliza como fuente
de datos una serie de archivos XML.
• Mantis Bug Tracker: es una aplicacio´n Web desarrollada en PHP.
Permite reportar y hacer el seguimiento de errores, pudiendo ver tipo
de error, responsable de correccio´n y testeo, estado, etc. Almacena su
informacio´n en una Base de Datos mySQL.
• Jabber: es una herramienta que brinda comunicacio´n instanta´nea, de-
sarrollada en C/C++. Es una aplicacio´n cliente / servidor, en donde se
puede agregar y remover contactos, enviarles mensajes, etc. Almacena
la informacio´n en archivos XML.
Como se menciono´ anteriormente, el modelo IAM depende de un mo´dulo
externo de autenticacio´n, el cual debe respetar e implementar las interfaces
mencionadas en el Cap´ıtulo 4, para almacenar y administrar la informacio´n
necesaria para el proceso de autenticacio´n/autorizacio´n, como es la informa-
cio´n relativa a los usuarios, aplicaciones, permisos, y los datos de sesio´n.
Para este caso en particular, el mo´dulo externo de autenticacio´n utili-
zara´ una Base de Datos open source PostgreSQL [25] con la estructura que
se ve en la figura Fig. 6.1.
En la tabla “iam user”, se guardara´ la informacio´n de los usuarios de la
organizacio´n, como es su nombre y apellido, nombre de usuario, contrasen˜a,
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iam_user
PK username
password
firstname
lastname
email
role
iam_application
PK app_name
description
iam_permission
PK,FK1 username
PK app_name
iam_cache
PK ticket_id
secret_key
username
date
Figura 6.1: Diagrama de Entidad-Relacio´n de la Base de Datos utilizada por
el mo´dulo externo de autenticacio´n
e-mail y rol (el cual habilitara´ las distintas opciones de la herramienta de
administracio´n IAM Admin).
En la tabla “iam application”, estara´ la informacio´n de las aplicaciones
disponibles (integradas) en el modelo, para que puedan ser utilizadas por los
distintos usuarios.
La tabla “iam permission”, guardara´ los permisos de los usuarios sobre
las aplicaciones.
En la tabla “iam cache” estara´ la informacio´n sensible que maneja el
modelo, permitiendo guardar los datos utilizados para realizar el proceso de
revalidacio´n de usuarios y manejo de sesiones.
Esta estructura ba´sica permitira´ saber si un usuario es va´lido en la or-
ganizacio´n, verificar su autenticidad, y saber si tiene los permisos suficientes
para acceder a la aplicacio´n que esta solicitando.
En las siguientes secciones, se vera´ co´mo fueron integradas las tres apli-
caciones mencionadas al inicio de esta seccio´n utilizando las librer´ıas de in-
tegracio´n provistas en C++, PHP y Java.
6.1 ChikiWiki
Esta aplicacio´n presenta una pa´gina de Login en la cual el usuario debe
presentar un nombre de usuario y contrasen˜a para ingresar como se ve en la
Fig. 6.2.
En esta pa´gina, se embebio´ el Applet provisto por IAM (Seccio´n 5.2),
de manera que si se esta´ usando passport, entonces el Applet automa´tica-
mente ingresara´ los datos dentro de los campos de la pa´gina, y submitira´ el
formulario de manera que se realice la autenticacio´n con el modelo IAM.
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Figura 6.2: Pa´gina de Login de ChikiWiki
La submisio´n de este formulario, dispara una accio´n de Struts en el modelo
de la ChikiWiki. Esta accio´n valida la informacio´n del formulario mediante
su modelo propietario de autenticacio´n. Es aqu´ı donde hubo que cambiar esta
validacio´n por la llamada al servicio IAM. El co´digo resultante, se puede ver
en la figura Fig. 6.3
6.2 Mantis Bugtracker
La pa´gina inicial de esta aplicacio´n, como se ve en la Fig. 6.4 nos da la
posibilidad de ingresar el nombre de usuario y la constrasen˜a para comenzar
a utilizar la aplicacio´n.
De manera similar a lo realizado en la ChikiWiki, se embebe el Applet
en esta pa´gina inicial de manera que cuando se cargue la pa´gina, e´ste pueda
verificar si ya existe una sesio´n de usuario establecida. De ser as´ı, entonces
el Applet automa´ticamente completa los dos campos de la pa´gina y submite
el formuario.
La submisio´n del formulario, nos redirige a otra pa´gina PHP que es la
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Figura 6.3: Llamado al modelo IAM para realizar la autenticacio´n
que realiza la validacio´n del usuario. Esta pa´gina llama a una funcio´n, la
cual decide, dependiendo del me´todo de autenticacio´n que tenga configurado,
co´mo valida la informacio´n recibida.
Mantis presenta un archivo de configuracio´n, en el cual se puede estable-
cer el me´todo de autenticacio´n. Tiene un conjunto de me´todos soportados,
entonces lo u´nico que se hace es agregar otro y configurar para que lo use,
como se muestra en la Fig. 6.5.
Luego se debe agregar la funcionalidad correspondiente al nuevo me´todo
de autenticacio´n en la funcio´n auth does password match. El co´digo resultan-
te, se puede ver en la Fig. 6.6
6.3 Jabber
Jabber no es una aplicacio´n en s´ı, sino que es un protocolo para mensajer´ıa
instanta´nea. Lo que se integro´ en realidad son un cliente y un servidor que
soportan este protocolo de comunicacio´n.
Como cliente, se eligio´ Gaim [26], que es un cliente open-source multipla-
taforma con soporte para Jabber, ICQ, MSN, etc. Como servidor Jabber, se
eligio´ jabberd 1.4 [27], que tambie´n es multiplataforma y open-source.
Al inicio, Gaim presenta al usuario la pantalla que se ve en la Fig. 6.7.
Para el uso de “passport”, hubo que modificar el comportamiento de la
conexio´n, para que las cuentas de Jabber verifiquen el uso del mismo, y si ya
tienen establecida una sesio´n de usuario con el servicio IAM, no se le requiera
al usuario el nombre de usuario y contrasen˜a para utilizarlo. El resultado de
esta modificacio´n, se puede ver en la Fig. 6.8.
Tambie´n en la Fig. 6.8 se puede apreciar que Gaim no valida directamente
contra el servicio IAM, sino que setea la contrasen˜a con el resultado de la
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Figura 6.4: Pa´gina de Login de Mantis
funcio´n provista por la librer´ıa de integracio´n, para envia´rsela al servidor
Jabber y as´ı indicarle que el usuario esta´ utilizando passport y tiene iniciada
una sesio´n de usuario.
En caso de no estar utilizando “passport”, se le pedira´ al usuario que
ingrese su nombre y contrasen˜a de manera normal.
El servidor Jabber, esta´ preparado para la integracio´n de nuevos me´todos
de autenticacio´n. Esto se lleva a cabo desarrollando un mo´dulo en Perl, el
cual se invoca cuando se esta´ intentando autenticar un usuario. Dentro de
e´ste mo´dulo, se puede implementar cualquier me´todo de autenticacio´n. En
particular, puede implementarse el llamado al servicio IAM.
Para esto, se utilizo´ el paquete Inline [28], que permite utilizar otros len-
guajes dentro de Perl. Entonces, se incluyeron las librer´ıas de integracio´n
hechas en C para comunicarse con el servicio IAM. El resultado de la im-
plementacio´n del mo´dulo en Perl se ve en la Fig. 6.9.
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Figura 6.5: Parte del archivo de configuracio´n de Mantis, donde se ve el
cambio realizado para integrar con el modelo IAM
Figura 6.6: Llamado al modelo IAM para realizar la autenticacio´n desde la
funcio´n auth does password match de Mantis
Figura 6.7: Pantalla inicial de Gaim
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Figura 6.8: Modificacio´n realizada en Gaim para el uso de “passport”
Figura 6.9: Mo´dulo en Perl utilizado para utilizar el modelo IAM dentro del
servidor jabberd
Cap´ıtulo 7
Conclusiones
En esta seccio´n se vera´ cua´les de los requerimientos vistos en el Cap´ıtu-
lo 2 fueron contemplados, y en que´ medida fueron satisfechos. Adema´s se
mostrara´n algunos trabajos futuros que se pueden realizar para mejorar la
implementacio´n del modelo IAM.
El modelo IAM, desde su concepcio´n, fue disen˜ado de tal forma que se
pudiera adaptar a los distintos escenarios con un costo relativamente bajo.
Debido al alto nivel de abstraccio´n, sumado con la utilizacio´n de las tecno-
log´ıas ma´s convenientes para su implementacio´n, se logro´ un modelo, que no
so´lo contempla todos los requerimientos planteados, si no, que adema´s tiene
un valor agregado con respecto a las soluciones de la actualidad que resuelven
la problema´tica planteada, vistas en el Cap´ıtulo 3.
Uno de los puntos mas fuertes en el disen˜o del modelo IAM, es que per-
mite integrar aplicaciones que responden a distintas arquitecturas, provistas
por distintas organizaciones, e implementadas con diversos lenguajes, con un
bajo costo, haciendo casi transparente la utilizacio´n del modelo para el usua-
rio de las aplicaciones, como as´ı tambie´n para el administrador.
Otro punto para destacar del modelo, es que brinda un esquema de au-
torizacio´n, que no es soportado por las dema´s soluciones. Es decir, con las
soluciones vistas en el Cap´ıtulo 3, al integrar aplicaciones, estas quedan dis-
ponibles para todos los usuarios, y esto representa una dificultad, dado que
no es el escenario que se quiere dentro de una organizacio´n, debido a que no
todos los usuarios tienen los mismos roles, ni realizan las mismas tareas. El
modelo IAM, permite asignar permisos sobre las aplicaciones integradas, de
forma de proveer una esquema de autorizacio´n flexible, que se adapte a las
necesidades de la organizacio´n.
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Otra de las ventajas del modelo, es que provee una herramienta para
administrar la informacio´n de los usuarios, permisos y aplicaciones, posi-
bilita´ndole de esta forma, una manera a´gil y sencilla al administrador, de
integrar nuevas aplicaciones, agregar nuevos usuarios, y manejar los permi-
sos de acceso.
Adema´s de todo lo expuesto anteriormente, cabe destacar que IAM, es
una solucio´n open-source, con un disen˜o orientado a objetos, modular, y ex-
tensible, con muy pocas l´ıneas de co´digo, lo que lo convierten en una solucio´n
muy fa´cil de entender, y extender o modificar su comportamiento o funciona-
lidad. Como valor agregado, esta´ desarrollado en el lenguaje Java, que es uno
de los ma´s populares de la actualidad, y del cual se puede encontrar mucha
documentacio´n y ejemplos.
Hasta aqu´ı se nombraron algunas de las ventajas del modelo IAM con
respecto a las dema´s soluciones de la actualidad. Uno de los puntos quiza´s
ma´s de´biles, es el de la integracio´n con los mo´dulos de autenticacio´n exter-
nos, dado que hay que implementar esta integracio´n. De todos modos, las
interfaces provistas, como ya se vio´ en la Seccio´n 5.3.7, permiten un manejo
flexible, y a su vez, dan una gu´ıa de como realizar esta implementacio´n, dado
que proveen la documentacio´n correspondiente para determinar que´ hacer en
cada caso. En este punto, se plantea como trabajo futuro, disen˜ar algu´n tipo
de framework que permita esta integracio´n de una forma ma´s a´gil y transpa-
rente.
En la Fig. 7.1 se muestra una tabla comparativa entre las tres aplicaciones
ya vistas en el Cap´ıtulo 3 y el modelo IAM, en relacio´n a los requerimientos
planteados en el Cap´ıtulo 2.
7.1 Trabajo Futuro
Aqu´ı se plantean algunas mejoras que se podr´ıan implementar para extender
la funcionalidad, optimizar su rendimiento, y posibilitar una integracio´n ma´s
sencilla dentro de una organizacio´n.
• Implementar un “Pluggable Framework”, de forma tal de poder inte-
grar IAM con cualquier sistema externo de autenticacio´n, como por
ejemplo LDAP y Active Directory.
• Mejorar la documentacio´n del modelo.
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Figura 7.1: Tabla comparativa de las aplicaciones CAS, JOSSO, PubCookie,
IAM
• Agregar mayor funcionalidad a la herramienta de administracio´n IAM
Admin, como por ejemplo, recuperacio´n de contrasen˜as y env´ıo de
e-mails.
• Utilizar SOAP sobre BEEP (Blocks Extensible Exchange Protocol) en
lugar de SOAP sobre HTTP. BEEP es un framework para construir
nuevos protocolos. En particular, BEEP trabaja sobre TCP e inclu-
ye ciertas caracter´ısticas built-in, incluyendo un protocolo handshake,
autenticacio´n, seguridad y manejo de errores.
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