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Abstrakt
Práce si klade za cíl vytvorˇit nezávislou knihovnu v C++ pro tvorbu uživatelských roz-
hraní. Knihovna má být co nejméneˇ nárocˇná na systémové prostrˇedky, jako jsou operacˇní
nebo programová pameˇt’, protože její cílové nasazení jsou procesory architektury ARM
Cortex-M3. Hlavním úkolem bude jednoduchá použitelnost (API) z hlediska uživatele-
programátora a nezávislost na dalších knihovnách nebo OS, jako FreeRTOS. Knihovna
bude poskytovat základní GUI prvky, jako jsou tlacˇítka, prˇepínacˇe nebo zaškrtávací pole.
Klícˇová slova: C++, GUI knihovna, ARM, Cortex-M3, API
Abstract
This work aims to create an independent C++ library for creation of user interfaces. The
library should be system resources friendly, such as operating or program memory, be-
cause its target deployment architecture are ARM Cortex-M3 processors. The main task
is simple interface(API) for the user-programmer and independecy from other libraries
or OS like FreeRTOS. The library will provide basic GUI elements such as buttons, radio
buttons or check boxes.
Keywords: C++, GUI library, ARM, Cortex-M3, API

Seznam použitých zkratek a symbolu˚
API – Application programming interface
GUI – Graphical user interface
OS – Operating system
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71 Úvod
V dnešní dobeˇ je použití mikroprocesoru˚ všestranné a velice rozšírˇené, protože jejich
porˇizovací cena není vysoká. Praktické nasazení lze videˇt všude, zacˇíná to u levneˇjších
zarˇízení, jako jsou mikrovlnné trouby, pracˇky, teplomeˇry, a koncˇí u dražších mobilních
telefonu˚, tabletu˚, herních konzolí, televizí.
Ovšem cílová kategorie produktu˚ této bakalárˇské práce nejsou drahá zarˇízení, pro-
tože produkty, jako televize cˇi telefony, mají svu˚j vlastní, veˇtšinou proprietární OS, který
veškerou funkcionalitu již obsahuje. Na druhou stranu v zarˇízení, jako je naprˇíklad pracˇka,
mikrovlnná trouba, chytrý termostat, by se dotykový panel s prˇíjemným grafickým roz-
hraním využil.
Pro prototypování a implementaci jsem použil vývojový kit. Drˇíve byly vývojové kity
drahé, a tudíž pro domácí prˇíležitostný vývoj nevhodné, ale dnes to již našteˇstí neplatí.
V dnešní dobeˇ je možné vývojový kit zakoupit za velice prˇíznivou cenu a rozšírˇit jej o
displej nebo jiné senzory cˇi sbeˇrnice.
Vývojárˇské kity se vyrábí v mnoha variantách, od plneˇ modulárních, kde je každá
komponenta samostatný modul, až po rozsáhlejší, kde se v základní sestaveˇ nachází
naprˇ. tlacˇítka, externí hodiny, cˇtecˇky karet a USB porty. Pro implementaci a praktickou
ukázku jsem použil kit MINI-STM32, ve kterém je procesor STM32F103VE od ST Micro-
electronics.
Tvorba grafických rozhraní však není tak jednoduchým úkolem, protože v dnešní
dobeˇ jsou vývojárˇi zvyklí na robustní a pohodlné desktopové frameworky, které fungují
úplneˇ samy. Ovšem pro platformu ARM už není takový výbeˇr knihoven jako pro desk-
topy, navíc jsou s existujícími knihovnami spojeny tyto nedostatky :
• nedostupnost zdrojového kódu, tudíž nemožná úprava
• placená licence pro použití
• závislost na dalších knihovnách
• neatraktivní vzhled
• komplikovanost
Jako inspiraci pro tvorbu GUI knihovny jsem si vybral Qt, jelikož jsem ji sám pou-
žil pro neˇkolik projektu˚ a její API se mi zdá velice srozumitelné a snadno rozširˇitelné.
Bohužel jsem se rozhodl upustit od neˇkterých architektonických návrhu˚ v Qt, jelikož
plánovaná knihovna musí být nenárocˇná na pameˇt’ a to Qt zrovna není.
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92 Použitý hardware
Pro splneˇní cíle bakalárˇské práce je z hlediska vybavení nutný vývojový kit a programá-
tor/debugger.
2.1 Vývojový kit MINI-STM32
Jedná se o malý, levný vývojový kit (obrázek cˇ.1), obsahující :
• ARM procesor STM32F103VE
• 2”,4 TFT LCD modul s dotykovým ovladacˇem
• CR1220 baterii pro RTC
• MicroSD slot
• RS-232 s DSUB konektorem
• mikrospínacˇ
• LED diodu
• USB port
• JTAG port
2.1.1 STM32F103VE
Jedná se o mikroprocesor rodiny Cortex-M3, založený na architekturˇe ARMv7-M a na-
vržený pro dosažení vysokého výkonu a zárovenˇ maximální efektivity levných vestaveˇ-
ných aplikací. Takový procesor je vhodné nasadit naprˇ. do pru˚myslových rˇídících sys-
tému˚, automobilové elektroniky nebo automatizace domácnosti. Klícˇové vlastnosti jsou:
• 32-bitové jádro
• maximální operacˇní frekvence 72 MHz
• 512 kB programové pameˇti
• 64 kB operacˇní pameˇti
• 3x12-bit A/D prˇevadeˇcˇe
• 2x12 bit D/A prˇevadeˇcˇe
• ladící rozhraní JTAG a SWD
• 2xI2C, 5xUSART, 3xSPI, CAN, USB, SDIO
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Obrázek 1: Vývojový kit MINI-STM32
Procesor je schopný pracovat jak v režimech nízké spotrˇeby, tím pádem nižšího vý-
konu, tak v režimu vysokého výkonu a vyšší spotrˇeby. Tyto režimy se nastavují za beˇhu
aplikace, nastavováním zdroje taktovací frekvence a frekvencˇními deˇlicˇi, které následují.
V porovnání s procesory ATMEGA, se kterými mám praktické zkušenosti, je nastavovaní
taktovací frekvence a deˇlicˇek mnohem komplikovaneˇjší, protože musím nakonfigurovat
všechny deˇlicˇe, které vedou k periferii, navíc se periferie nastavují po skupinách. Obrá-
zek cˇ.2 zobrazuje, jak funguje taktování a kolik je v procesoru deˇlicˇu˚.
Podrobneˇjší informace lze nalézt v publikaci [1].
2.1.2 LCD modul
Modul se skládá ze trˇí komponent:
• 2”,4 TFT LCD panel s rozlišením 240x320
• ovladacˇ displeje ILI9325
• ovladacˇ dotyku TSC2046
Ovladacˇ TFT LCD displeju˚ ILI9325 podporuje 262 144 barev a dá se s ním komunikovat
cˇtyrˇmi zpu˚soby, a to i80 (s šírˇkou sbeˇrnice 8/9/16/18 bitu˚), VSYNC, SPI a RGB (s šírˇ-
kou sbeˇrnice 6/16/18 bitu˚) rozhraními. Podporuje také režim úspory energie, a to ve 3
funkcích:
• 8 barev
• pohotovostní režim (STANDBY)
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Obrázek 2: Strom frekvencˇních deˇlicˇu˚ v STM32F103VE
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• rˇežim spánku
Procesor a ovladacˇ displeje jsou propojené tak, že k neˇmu prˇistupuji po rozhraní i80 16-
bitu˚.
Ovladacˇ dotyku TSC2046 je nástupcem ADS7846, se kterým má 100% kompatibilní
vývody. Jedná se o multifunkcˇní cˇip, který kromeˇ meˇrˇení dotyku, umí meˇrˇit i teplotu
nebo napeˇtí. Pro komunikaci využívám rozhraní SPI a pin PEN. Prˇi dotyku na LCD se
PEN prˇepne z log. 1 na log. 0, cˇímž dává najevo, že si mám vyzvednout pomocí SPI
sourˇadnice stisku.
2.2 Segger J-Link ARM
Jedná se o ladicí sondu pro ARM procesory, která je schopná procesor naprogramovat i
ladit pomocí JTAG rozhraní, a to až do rychlosti 3 MB/s. Dokáže meˇrˇit napájecí napeˇtí
testovaného procesoru nebo ladit vícejádrové procesory. K PC se prˇipojuje pomocí USB.
Výrobce dodává základní balícˇek pro Linux, obsahující konzolový GDB server a konzo-
lový jflash, který je schopný aktualizovat firmware v sondeˇ a zapisovat do pameˇti proce-
soru. Na druhou stranu balícˇek dodávaný pro Windows obsahuje širokou škálu aplikací,
všechny mají GUI a jsou velice kvalitní.
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3 Použitý software
V této cˇásti bych rád popsal, jaká vývojová prostrˇedí a knihovny jsem použil nebo vy-
zkoušel a procˇ jsem se pro mnou vybrané rozhodl.
3.1 Kompilátory
Jako první jsem zkompiloval sadu GCC ARM ELF, u které jsem narazil na problém zpro-
vozneˇní C++ a jeho standartní knihovny, takže jsem nainstaloval kompilátor z balícˇko-
vacího systému, což mi zajistilo kompilovatelnost C++ aplikací, ale meˇl jsem problémy s
call stackem a aplikace byly velice nestabilní. Jako nejlepší volba se ukázal CodeSourcery
G++ Lite, který byl zkompilován jako arm-none-eabi, a fungoval výborneˇ. Bohužel plná
verze je zpoplatneˇna, ale pro mé potrˇeby stacˇila ta základní.
Kompilace už nebyla problém, ovšem linkování zkompilovaných objektu˚ není tak
prˇímocˇaré jako u PC, protože se linkeru musí poskytnout linkovací skript. Jedná se o sou-
bor, který specifikuje, v jakém pameˇt’ovém rozsahu se nachází pameˇt’ programu, RAM,
jak velký má být call stack a spoustu dalších parametru˚. Jeden takový skript jsem napsal
a fungoval, byl ale velice primitivní. Našteˇstí knihovny nebo vývojová prostrˇedí v sobeˇ
mají prˇipravené skripty na míru pro konkrétní procesory.
3.2 Vývojová prostrˇedí
Jedno z nejznámeˇjších vývojových prostrˇedí se jmenuje Keil a je vyvíjený prˇímo od ARM,
je bohužel licencovaný a pouze pro platformu Windows. Veškerá dema a prˇíklady, které
jsem stáhl od výrobce, byly prˇipravené práveˇ pro Keil. Dokonce návod od výrobce ladící
sondy popisoval konfiguraci pod Keilem. Prostrˇedí obsahuje kompilátor a je dobrˇe kon-
figurovatelné. Stažené prˇíklady v neˇm ihned fungovaly a šly jednoduše ladit v procesoru
díky integraci sondy.
Jako další jsem zkusil Eclipse s rozšírˇením GNU ARM Eclipse. Ten už sice neobsahuje
tak automatizovanou konfiguraci, ale umí pracovat s ru˚znými kompilátory naprosto bez
problému˚. Dobrˇe funguje jak pod Windows, tak pod Linuxem. Ladeˇní jsem zprovoznil
pomocí nastartování J-Link GDB serveru a v Eclipse nakonfiguroval profil pro vzdálené
ladeˇní po TCP/IP. GDB server zvládne dokonce i naprogramovat procesor, takže není
trˇeba programování rˇešit separátneˇ. Co se rychlosti a pohodlí týcˇe, je Keil výborný, avšak
kvu˚li licencování a preferování platformy Linux jsem dále prˇi práci na ARM používal
Eclipse. Pro práci na kódu kompilovatelném na PC jsem používal multiplatformní Qt
Creator z Qt SDK pro jeho rychlost a jednoduchost.
3.3 Knihovny
Pro snazší práci s procesorem jsem našel velice dobrˇe zpracovanou knihovnu stm32plus
od Andyho Browna, která obsahuje upravené zdrojové kódy standartní knihovny pro
C++ a spoustu pohodlných funkcí pro nastavování a práci s periferiemi. Kromeˇ linkova-
cího skriptu také obsahuje implementaci prˇístupu do mého ovladacˇe displeje a dotyku˚
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a rˇeší prˇerušení. Díky této knihovneˇ jsem se nemusel soustrˇedit na detaily komunikace
mezi procesorem a ovladacˇem displeje. Knihovna se kompiluje pomocí SConstruct nebo
ji lze naimportovat do Eclipse, kde funguje okamžiteˇ.
Jako demonstrace použití knihovny slouží ukázka 1
typedef Fsmc16BitAccessMode<FsmcBank1NorSram1> LcdAccessMode;
typedef ILI9325_Portrait_262K<LcdAccessMode> LcdPanel;
LcdAccessMode ∗_accessMode;
LcdPanel ∗_gl;
GpioE<DefaultDigitalOutputFeature<1> > pe;
GpioD<DefaultFsmcAlternateFunctionFeature<11>> pd;
Fsmc8080LcdTiming fsmcTiming(0,2);
_accessMode=new LcdAccessMode(fsmcTiming,16,pe[1]);
_gl=new LcdPanel(∗_accessMode);
ILI9325Gamma gamma(0x0006,0x0101,0x0003,0x0106,0x0b02,0x0302,0x0707,0x0007,0x0600,0
x020b);
_gl−>applyGamma(gamma);
_gl−>setBackground(0);
_gl−>clearScreen();
Point p1,p2;
int i ;
prompt("Line test");
for( i=0;i<5000;i++) {
p1.X=rand() % _gl−>getXmax();
p1.Y=rand() % _gl−>getYmax();
p2.X=rand() % _gl−>getXmax();
p2.Y=rand() % _gl−>getYmax();
_gl−>setForeground(rand());
_gl−>drawLine(p1,p2);
}
Výpis 1: Demo pro náhodné kreslení cˇar
Ovladacˇ pro displej fungoval bez problému˚, bohužel ovladacˇ na cˇtení dotyku˚ nefun-
goval. Problém jsem nakonec lokalizoval v knihovneˇ a opravil jej, zpu˚sobilo ho nestan-
dartní zapojení uvnitrˇ vývojové sady.
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4 Grafická knihovna
V této cˇásti se budu veˇnovat popisu toho, jaké existující knihovny jsem studoval, jak jsem
se jimi inspiroval k využití principu˚ nebo naopak k rozpoznání toho, co by mu˚j projekt
obsahovat nemeˇl. Nakonec popíšu implementaci celé knihovny.
4.1 Výzkum
Jako programátor-uživatel mám zkušenosti s neˇkolika grafickými knihovnami pro PC.
Vzhledem k tomu, že se hlavní parametry jakýchkoliv grafických knihoven dají porov-
návat mezi sebou, nemeˇl bych mít prˇi srovnávání s ARM knihovnami problém.
S jako úplneˇ první knihovnou bežící pod ARM jsem se setkal s µC/GUI od Micrium.
Obsahuje širokou škálu prvku˚, vcˇetneˇ více okenních rozhraní, designem silneˇ prˇipomíná
Windows 3.11 viz. obrázek 3 a je závislé na RTOS (nebo lze dopsat vlastní OS). Mezi asi
nejveˇtší nevýhodu tohoto rˇešení patrˇí placená komercˇní licence, z tohoto du˚vodu jsem
bohužel nemohl porovnat, jak se knihovna používá. Na druhou stranu má v sobeˇ zabu-
dovaný designér GUI, ve kterém je možné navrhovat, aniž by uživatel znal C, alesponˇ
podle Micriumu.
Další knihovnou je GUI knihovna od ARM, která je soucˇástí MDK-Professional od
verze 4.23, a je tedy integrovaná prˇímo v rozhraní Keil 3.2. Stejneˇ jako prˇedchozí knihovna
je opeˇt placená, má v sobeˇ navíc už zabudovanou podporu pro témata a obsahuje také
ovladacˇe pro mnoho LCD rˇadicˇu˚. Bohužel se mi nepodarˇilo získat ani obrázek dema pro
porovnání.
V poslední rˇadeˇ bych rád rˇekl neˇco o grafické knihovneˇ Qt. Jedná se open source kni-
hovnu primárneˇ pro stolní pocˇítacˇe, avšak je již oficiálneˇ podporovaná i na mobilních
zarˇízeních, jako jsou iOS, Android nebo Symbian, což jsou vlastneˇ taky ARM zarˇízení.
Ovšem Qt staví nad hostovaným OS a je navrženo pro systémy s veˇtšími pameˇt’ovými
a výkonovými prostrˇedky. Nicméneˇ jsem s jeho API už neˇjakou dobu pracoval a zjis-
til jsem, že mi velice vyhovuje svojí jednoduchostí a prˇehlednou architekturou. Bohu-
žel není možné použít celý návrh pro realizaci mojí práce, protože Qt není jen grafická
knihovna, ale kompletní platforma, která C++ nadstavuje o systémy meta-objektu˚, SIG-
NÁL/SLOTu˚ a spoustu dalšího.
4.2 Vize
Na základeˇ výzkumu je mým cílem vytvorˇení otevrˇené knihovny s jednoduchým rozhra-
ním, absolutneˇ nezávislé na OS cˇi dalších knihovnách, kromeˇ standartní C++ knihovny.
Základem zobrazitelného objektu bude Widget, který mu˚že být, stejneˇ jako v Qt, ok-
nem nebo bázovou trˇídou pro všechny další prvky, jako jsou tlacˇítka, zaškrtávací pole
apod. Každý Widget mu˚že obsahovat libovolný pocˇet Widgetu˚ uvnitrˇ, jednoduše pomocí
vazby rodicˇ-potomek. Prvek musí být schopný vykreslit pouze svou cˇást a není schopen
kreslit mimo svou oblast. Pozicování je vždy relativní vu˚cˇi rodicˇi.
Cˇas a porˇadí vykreslování neovlivní uživatel, ale je v kompetenci okenního správce
rozhodnout, kdy a kdo bude vykreslen. Tento koncept umožní optimalizaci vykreslo-
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Obrázek 3: Ukázka µc/GUI
vací fronty. Okenní správce bude také zodpoveˇdný za dorucˇení dotekových událostí do
správného Widgetu. Klícˇové komponenty, jako správce obrazovky, nebudou prˇístupné
prˇímo, ale pomocí systému událostí.
Celá knihovna musí být minimálneˇ nárocˇná na pameˇt’ operacˇní i programovou. Sou-
cˇástí bude také simulátor pro demonstraci a rychlý vývoj GUI prˇímo na PC, který bude
1:1 prˇedstavovat chování a vzhled na cílovém zarˇízení.
4.3 Implementace
4.3.1 Aplikacˇní smycˇka
Pro prvotní inicializaci slouží trˇída Application, která vytvorˇí hlavní událostní smycˇku
a všechny ostatní komponenty potrˇebné pro funkci knihovny. Trˇída Application vlastní
hlavní událostní smycˇku a poskytuje rozhraní pro práci s ní.
Samotná smycˇka je implementována trˇídou EventLoop, která nad kontejnerem Even-
tQueue poskytuje aplikacˇní logiku. Trˇídu znázornˇuje diagram 4 . EventLoop umí prˇidá-
vat události do fronty, blokovaneˇ i neblokovaneˇ spustit smycˇku, zpracovat celou frontu
na požádání v blokovaném volání, hlásit svu˚j stav a dovolí zpeˇtneˇ zjistit ukoncˇovací hod-
notu.
V ukázce cˇ.2 je zobrazena implementace klícˇových metod. Metody exec() a single-
Exec() slouží ke spoušteˇní událostní smycˇky, kde exec() je blokující volání a singleExec()
umožní jednorázové zpracování fronty a zárovenˇ konzistenci stavu aplikace. Trˇída Ap-
plication je zverˇejnˇuje jako run() a runOnce(). Ani jednu ze dvou zmíneˇných metod není
možné spustit, když smycˇka práveˇ pracuje. Metoda exec() skoncˇí prˇi obdržení poža-
davku pro ukoncˇení aplikace a zárovenˇ smaže všechny zbylé události ve fronteˇ a vrátí
návratovou hodnotu programu, která mu˚že reprezentovat ukoncˇení aplikace z du˚vodu
kritické chyby neˇkteré z komponent. Prˇi návrhu simulátoru jsem zjistil, že umožneˇní
neblokovaného spušteˇní fronty je naprosto nezbytné pro uvolneˇní hlavního vlákna pro
platformu, která bude poskytovat plátno pro kreslení nebo vstupy z dotyku cˇi klávesnice.
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Obrázek 4: UML Diagram smycˇky událostí
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O prˇípravu na zpracování události se postará metoda processEvent(), která má na
starosti životní cyklus události a prˇedá jí implementaci rozhraní IEventHandler, která
rˇeší jak individuální události zpracovat. O životní cyklus události Event je postaráno
práveˇ v EventLoop. Libovolnou implementací trˇídy Event lze ale tuto funkci vypnout a
rˇídit životní cyklus instancí nové implementace podle potrˇeby.
int EventLoop::exec()
{
if (mIsRunning)
return −2;
mIsRunning = true;
while(mIsRunning)
{
processEvent(mQueue−>getNext());
}
cleanEvents();
return mReturnCode;
}
bool EventLoop::singleExec()
{
if (mIsRunning)
return false;
mIsRunning = true;
Event ∗e;
while((e=mQueue−>getNext()) != 0)
processEvent(e);
bool shoudBeRunningAgain = mIsRunning;
mIsRunning = false;
return shoudBeRunningAgain;
}
void EventLoop::processEvent(Event ∗event)
{
if (event == 0)
return;
event−>setDisposable(true);
mHandler−>handle(event, this);
if (event−>isDisposable())
delete event;
}
Výpis 2: Implementace událostní smycˇky EventLoop
EventQueue je velice jednoduchý kontejner pro události trˇídy Event, který umí pouze
prˇidat ukazatel na událost do fronty nebo vrátit ukazatel na první událost ve fronteˇ. Po-
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Obrázek 5: Trˇídní diagram pro trˇídu Event
kud žádná událost ve fronteˇ není, tak vrátí nulový ukazatel. Pro samotné uložení fronty
ukazatelu˚ na trˇídy Event je použitý std::queue ze standartní knihovny C++.
Pro prˇidání konkrétní události do fronty je trˇeba pomocí makra App získat instanci
Application a zavolat metodu dispatchEvent(), jak je znázorneˇno v ukázce cˇ.3
void Widget::update()
{
if ( isVisible () )
App−>dispatchEvent(new EventUpdate(this,getRect()));
}
Výpis 3: Prˇíklad odeslání události (úryvek z trˇídy Widget)
4.3.2 Události
Události jsou reprezentovány trˇídou Event, která si pamatuje enumerátor Type, urcˇující
její konkrétní typ, viz. tabulka cˇ.1. Informaci o typu je možné použít samostatneˇ nebo k
prˇetypování na specializovanou trˇídu, držící další potrˇebná data k jejímu zpracování.
Trˇídní diagram cˇ.5 ukazuje všechny události, které knihovna používá. V následující
cˇásti se jim jednotliveˇ budu veˇnovat.
EventTouch je událost typu E_Type_TouchPress nebo E_Type_TouchRelease a slouží
k upozorneˇní správce obrazovky o tom, že probeˇhl dotyk na obrazovce nebo naprˇ. klik-
nutí myší. Je-li typ E_Type_TouchPress, jedná se o stisk, prˇi uvolneˇní stisku je typ
E_Type_TouchRelease. Trˇída má v sobeˇ navíc informaci o pozici stisku.
EventPaint je žádost o vykreslení urcˇité komponenty nebo její cˇásti. Jedná se o ryze
interní trˇídu, se kterou se programátor/uživatel nedostane do styku, protože tento poža-
davek zasílá správce obrazovky do správce kreslení.
Události EventWidgetRequest a EventUpdate jsou stejneˇ jako v prˇedchozím prˇípadeˇ
interní a použité v bázové trˇídeˇ komponent Widget. Jako informaci o zmeˇneˇ stavu/-
nutnosti se prˇekreslit, vyšle komponenta událost EventUpdate do správce obrazovky,
EventWidgetRequest slouží pro prˇepínání obrazovek.
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Typ Trˇída
E_Type_TouchPress EventTouch
E_Type_TouchRelease EventTouch
E_Type_Paint EventPaint
E_Type_Update EventUpdate
E_Type_ShowWidget EventWidgetRequest
E_Type_CloseWidget EventWidgetRequest
E_Type_Looper EventLooper
E_Type_Quit žádná
Tabulka 1: Tabulka asociace typu události na trˇídu
EventLooper je speciální druh události, která se prˇi zpracovávání znovu prˇidá do
fronty událostí. Zpracovává se tak, že zavolá onNotify() na instanci rozhraní INotify, kte-
rou si drží. Je vhodné ji použít jako náhradu za cˇasovacˇ, která je synchronní s hlavní
smycˇkou. Knihovna ji využívá naprˇíklad v TouchManager trˇídeˇ pro kontrolu stavu do-
tyku, jehož stav je urcˇovaný ARM prˇerušením.
4.3.3 Správce obrazovky
Pro správu oken slouží trˇída ScreenManager, jenž má za úkol zpracovávat hned neˇkolik
druhu˚ událostí
• zpracování událostí doteku˚
• zpracování požadavku˚ na prˇekreslení
• požadavky pro zobrazení a zavrˇení obrazovky
Obdrží-li ScreenManager požadavek na zobrazení obrazovky, oveˇrˇí, zda-li je neˇjaká
obrazovka aktuálneˇ zobrazena. Pokud je, prˇipraví její schování na pozadí. Následneˇ prˇidá
novou obrazovku na zásobník a prˇipraví rekurzivní kreslení všech komponent, které ob-
razovka obsahuje. Prˇíprava vykreslování spocˇívá ve správném serˇazení požadavku˚ na
kreslení, které obdrží vykreslovací správce.
Zpracování požadavku na prˇekreslení je implementováno tak, že správce rekurzivneˇ
projde všechny potomky komponenty a vyšle požadavky na jejich vykreslení. Jedná se o
zjednodušeneˇjší implementaci než jsem pu˚vodneˇ plánoval, protože správce meˇl skládat
frontu pro vykreslení, kterou bude postupneˇ optimalizovat na základeˇ dalších prˇekreslo-
vacích požadavku˚ a po urcˇité prodleveˇ vygeneruje vykreslovací požadavky. Tento proces
popisuje sekvencˇní diagram na obrázku cˇ.6.
Správce prˇi prˇijetí události EventTouch rozpoznává stavy dotyku prˇi stisku a uvol-
neˇní. Pokud správce prˇijme stisk, najde si komponentu, která se nachází v místeˇ stisku,
upozorní ji a uloží si na ni ukazatel. Jakmile správce prˇijme uvolneˇní, oveˇrˇí si, zda-li do-
šlo k uvolneˇní v oblasti stisklé komponenty. Pokud ano, obdrží komponenta notifikaci o
kliknutí a uvolneˇní, pokud ne, tak pouze o uvolneˇní.
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Obrázek 6: Sekvencˇní diagram od stisku tlacˇítka po jeho vykreslení
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Obrázek 7: Komponenta Button, vlevo normální stav, vpravo stisk
4.3.4 Komponenta
Nejdu˚ležiteˇjší trˇídou pro uživatele/programátora je Widget. Jedná se o bázovou trˇídu pro
každý zobrazitelný objekt, avšak dá se použít prˇímo. Z této trˇídy deˇdí všechny vestaveˇné
komponenty, které je možné videˇt na obrázku cˇ.8
• BarMeter - sloupcový graf
• Button - tlacˇítko
• ColumnPlot - sloupcový graf
• CheckBox - zaškrtávací pole
• JoinPlot - spojnicový graf
• PiePlot - kolácˇový graf
• PointerIndicator - rucˇicˇkový ukazatel
• RadioButton - rádiové tlacˇítko
• TextBox - vstupní pole
Komponenty se skládají pomocí konstrukce rodicˇ-potomek, kde se rodicˇ prˇedá jako
parametr prˇi konstrukci nebo jej lze metodou setParent() nastavit. Pozicování je vždy
relativní vu˚cˇi svému rodicˇi, až na výjimku Widgetu bez rodicˇe, který reprezentuje ob-
razovku. Rozložení komponent je potrˇeba rucˇneˇ doprˇedu promyslet, protože pozico-
vání není dynamické. Pozici je možné nastavit metodami setPosition() a velikost se-
tDimension(). Neˇkteré Widgety nepodporují zmeˇnu rozmeˇru˚, naprˇíklad u Button nebo
CheckBox nelze zmeˇnit výšku, pouze šírˇku. Knihovnu je možné zkompilovat v režimu
DEBUG, kdy je každý Widget obkreslený rámecˇkem, takže je velmi snadné vyladit roz-
ložení.
Vykreslování Widgetu˚ neprobíhá prˇímo, ale je nutné si o možnost kreslení zažádat, a
to z du˚vodu, aby programátor/uživatel nemohl brzdit aplikacˇní logiku vykreslováním
a správce mohl prˇipravit vykreslování ve správném porˇadí nebo rozhodnout, zda bude
prˇekreslení vu˚bec potrˇeba. Zažádat o prˇekreslení mu˚že metodou update(), pomocí které
je schopný specifikovat i region, který je trˇeba prˇekreslit. Jakmile je vše prˇipraveno pro
vykreslování, správce vykreslování upozorní Widget a prˇedá mu do onPaint() implemen-
taci rozhraní IPaintDevice, pomocí kterého mu˚že kreslit tvary a psát text.
Jako názorný prˇíklad slouží výpis cˇ.4, jehož výstup bude vypadat podle obrázku cˇ.7.
Prˇed samotným vykreslováním se nastaví posun takový, že každý Widget kreslí od po-
zice 0,0, takže není trˇeba rˇešit, kde zacˇít kreslit. Prˇi implementaci vlastní komponenty je
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Virtuální metoda Popis
onTouch() Stisku a uvolneˇní
onClick() Kliknutí, tzn. stisk a uvolneˇní na jednom Widgetu
onPaint() Možnost vykreslit Widget
onHide() Prˇed schováním obrazovky, pro pozastavení aktivit
onClose() Prˇed uzavrˇením obrazovky
Tabulka 2: Tabulka virtuálních metod trˇídy Widget pro prˇijetí událostí
vhodné brát také ohled na parametr oblasti pro prˇekreslení, a to obzvlášteˇ u rozmeˇrných
Widgetu˚, obsahujících naprˇ. obrázek na pozadí, protože knihovna programátorovi sama
nezabrání kreslit mimo požadovanou oblast.
void Button::onPaint(IPaintDevice ∗device, const Rect ∗)
{
const Color borderColor = mPushed ? Color::fromRGB(77,80,170) :Color::fromRGB
(139,139,139);
const Color ∗ fillColor = mPushed ? mColorsPushed : mColorsNormal;
Rect r(Point () ,getRect()−>getWidth(),getRect()−>getHeight());
device−>setColor(&borderColor);
device−>drawRect(&r);
for(pix line = 1; line < getRect()−>getHeight() − 1; line++)
{
device−>setColor(&fillColor[ line−1]);
device−>drawLine(Point(1,line),Point(getRect()−>getWidth()−2,line));
}
Color font = Color:: fromRGB(0,0,0);
device−>setColor(&font);
device−>drawText(Point(22,4),mLabel);
}
Výpis 4: Ukázka vykreslování komponenty Button
Pro barevné prˇechody používám pole instancí trˇídy Color, ve kterém je každý rˇádek
výplneˇ reprezentován jednou barvou v poli. Trˇída Color má v sobeˇ prˇeddefinované zá-
kladní barvy, jako je cˇervená, zelená apod. Dále je z výpisu patrné, že barvy lze vytvárˇet
pohodlneˇ pomocí složek RGB. Pro znázorneˇní oblasti(obdélníku) slouží trˇída Rect, kterou
umí IPaintDevice prˇímo vykreslit jako prázdný rámecˇek nebo rámecˇek s výplní. Tlacˇítko
se kreslí tak, že se nakreslí obvodový rámecˇek a do neˇj se vykreslí rˇádek po rˇádku po-
stupneˇ cˇáry. Barva pro každý rˇádek se použije z pole barev. Nakonec se do tlacˇítka vypíše
text s popisem.
Metoda onPaint() je jen jedna z dalších, pomocí které je Widget upozorneˇný na udá-
losti, tabulka cˇ.2 všechny popisuje
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Obrázek 8: Všechny implementované komponenty pohromadeˇ
4.3.5 Platformeˇ závislá cˇást
Do této doby byly všechny popsané trˇídy nezávislé na hardware nebo operacˇním sys-
tému. Pro nasazení na konkrétní platformu/systém je nutné naimplementovat rozhraní
IPaintDevice pro kreslení na obrazovku a službu, která bude zasílat události o dotyku na
obrazovce.
Pro platformu ARM a knihovnu stm32plus jsem napsal trˇídy TouchManager a Pa-
intDevice (soubor paintdevice_stm32plus.h). Instance TouchManageru se vytvorˇí v Pa-
intDevice. TouchManager je trˇída, která prˇipraví spojení s TC2046 a zajistí vytvorˇení a
odeslání dotekových událostí. Manager získává informace o dotyku tak, že má zaregis-
trované prˇerušení z GPIO pinu, které pošle TC2046 ve chvíli doteku, a zaregistrovaný
EventLooper. Dotek se rozpozná tím, že prˇerušení z GPIO nastaví prˇíznak, který se oveˇ-
rˇuje prˇi události EventLooper. Je-li prˇíznak pravdivý, zapocˇne cˇtení polohy dotyku po
SPI a vytvorˇí se událost o stisku obrazovky. Detail této implementace je videˇt ve výpisu
cˇ.5
void TouchManager::onNotify()
{
if (mTouched)
{
bool currentlyTouched = _touchScreen−>isTouched();
if (currentlyTouched && mSended)
{
return;
}
mTouched = currentlyTouched;
mSended = mTouched;
_touchScreen−>getCoordinates(mTouchPoint);
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App−>dispatchEvent(new EventTouch(Point(mTouchPoint.X,mTouchPoint.Y),
currentlyTouched));
}
}
Výpis 5: Ukázka implementace detekce doteku pomocí stm32plus
Kreslící PaintDevice je velice podobný výpisu z ukázkového kódu cˇ.1. Navíc obsahuje
prˇevody mezi touto knihovnou a stm32plus. Knihovna neobsahuje obecné algoritmy pro
kreslení cˇar nebo krˇivek proto, aby se ru˚zné operace daly implementovat individuálneˇ a
optimalizovat podle platformy, na které se spouští.
Jelikož je soucˇástí knihovny i simulátor pro stolní pocˇítacˇ, bylo nutné naimplemen-
tovat IPaintDevice v Qt spolu s rozpoznáváním dotyku˚ (kliknutí myši). Ovšem oproti
ARM verzi jsem musel vytvorˇit trˇídu QtRunner, která zajistí beˇh smycˇky události pro Qt
a zárovenˇ umožní zpracování fronty této knihovny.
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5 Použití knihovny
Knihovnu je možné zkompilovat prˇedem a staticky nalinkovat nebo ji použít jako projekt
a doplnit o vlastní kód, tak jak to demonstruji v ukázkách kódu.
5.1 První aplikace
Zpu˚sob využití popíšu na ukázce kódu cˇ.6
#include "application .h"
#include "widgets/widget.h"
#include "widgets/button.h"
#include "widgets/checkbox.h"
#include "widgets/radiobutton.h"
#include "radiogroup.h"
#include "showsuperscreen.h"
int main(int argc, char∗ argv[])
{
Application a(240,320);
Widget p;
Button b("Create",&p);
b.setPosition(10,10);
b.setOnClick(new ShowSuperScreen());
CheckBox f(&p);
f . setPosition(180,10);
RadioGroup gr;
RadioButton rad1("1",&gr,&p);
rad1.setPosition(180,60);
RadioButton rad2("2",&gr,&p);
rad2.setPosition(180,80);
p.show();
return a.run() ;
}
Výpis 6: Ukázková aplikace používající ARM knihovnu
Rˇádkem Application a(240,320) se prˇipraví vše nutné pro beˇh grafické knihovny a
manažeru˚m se nastaví rozlišení obrazovky 240x320 pixelu˚. Widget p slouží jako hlavní
obrazovka, a proto u neˇj není specifikovaný žádný rodicˇ nebo nastavování pozice. Dále se
vytvárˇejí komponenty Button b, Checkbox f, RadioButtony rad1 a rad2. Jak je z výše uve-
deného výpisu zrˇejmé, nastavil jsem všem pozici a rodicˇe komponent p, což znamená, že
se budou vykreslovat na obrazovku p. Rád bych upozornil na to, že je naprosto validní
nastavit naprˇ. objektu f rodicˇe b. Objekt b si pomocí setOnClick() nastaví akci pro stisk
tlacˇítka a tady je zrˇejmý první rozdíl v použitelnosti oproti Qt, kde jsou veškeré zmeˇny a
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reakce na neˇ rˇešeny systémem SIGNAL/SLOT. Pro objekty rad1 a rad2 bylo nutné vytvo-
rˇit instanci pomocné trˇídy RadioGroup, pomocí níž se dá urcˇit, která skupina rádiových
tlacˇítek k sobeˇ patrˇí.
V poslední rˇadeˇ je nutné specifikovat, která komponenta se má vykreslit, v tomto prˇí-
kladu Widget p, a také spustit aplikacˇní smycˇku pomocí metody exec(). V této chvíli se
zacˇnou zpracovávat všechny nahromadeˇné události a komponenty se vykreslí. Jedná se
o velice jednoduchou ukázku a pro reálné nasazení by bylo vhodneˇjší deˇdit nové trˇídy z
Widget pro každou obrazovku zvlášt’, což udrží kód strukturovaný a umožní rˇešit prˇí-
pady, kdy bude obrazovka prˇekryta druhou a dostane se na pozadí.
Popsaný prˇíklad byl pro ARM platformu, nyní prˇedvedu stejný prˇíklad, ale upravený
pro simulaci ve výpisu. Pro zkrácení výpisu jsem kód odlehcˇil o veˇtšinu redundantních
rˇádku˚. Z výpisu cˇ.7 je patrné, že pro funkcˇnost simulace, je nutné prˇidat trˇídu QtRunner,
která v sobeˇ zabaluje vše potrˇebné pro spoušteˇní Qt a GUI smycˇky. Je však obzvlášt’ du˚-
ležité, aby došlo ke spušteˇní hlavní smycˇky pomocí QtRunner a ne Application, protože
to by vedlo k nefunkcˇnímu výsledku.
// predchozi include
#include "qtrunner.h"
int main(int argc, char∗ argv[])
{
Application a(240,320);
Widget p;
// vytvareni komponent, ktere se maji zobrazit
p.show();
QtRunner r(argc,argv);
return r .exec();
}
Výpis 7: Zjednodušený úryvek kódu pro simulaci
5.2 Kompilace
Pro kompilaci verze ARM je vhodné aplikaci kompilovat v IDE Eclipse s pluginem GNU
ARM Eclipse a kompilátorem CodeBench Sourcery G++ Lite. Nejsnadneˇjší je použít prˇi-
loženou ukázkovou aplikaci a tu si naimportovat do workspace. Jedná se o konfiguraci
od Andyho Browna pro jeho knihovnu stm32plus.
Kompilace verze pro simulaci je mnohem snadneˇjší, stacˇí pro ni v Qt Creatoru spustit
projektový soubor a kompilace bude fungovat okamžiteˇ. Samotný Qt Creator se dá obejít
spušteˇním prˇíkazu qmake ve složce projektu, který vygeneruje standardní Makefile.
5.3 Porovnání výstupu se simulátorem
Prˇi vývoji knihovny se simulátor opravdu ukázal jako užitecˇný nástroj, protože jsem meˇl
možnost pracovat na OS Windows, Linux i Mac OS X a nemusel jsem v danou chvíli
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Obrázek 9: Ukázková aplikace spušteˇná v simulátoru
rˇešit, jak na dané platformeˇ zprovoznit kompilátory pro ARM. Postupem cˇasu jsem si
všímal urcˇitých odchylek mezi simulací a beˇhu na vývojové sadeˇ. Problém se ukázal být
v koordinacˇním systému v Qt, který prˇicˇítá prˇi kreslení obdélníku˚ i tloušt’ku pera a to
tak, že ji prˇipocˇte pouze k jedné straneˇ, což vedlo k problému˚m. Po opraveˇ problému
je výstup témeˇrˇ identický, jediný rozdíl zpu˚sobuje písmo, které si každá platforma rˇeší
individuálneˇ. Porovnání je možné na obrázcích cˇ.9 a 10.
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Obrázek 10: Ukázková aplikace spušteˇná ve vývojovém kitu
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6 Záveˇr
Mým úkolem bylo naimplementovat knihovnu grafických prvku˚ vhodnou pro architek-
turu ARM a ten se mi podarˇilo úspeˇšneˇ splnit. Navíc jsem dodal i implementaci na plat-
formeˇ nezávislého simulátoru pro PC. Knihovna je navržena tak, aby se dala snadno
rozširˇovat a aby meˇla jasnou architekturu. Dokáži si prˇedstavit spoustu dalších funkcí,
které je možné naimplementovat.
Naprˇíklad dynamická registrace služeb zpracovávající události, jelikož aktuální rˇe-
šení vyžaduje prˇedem zakompilovanou tabulku toho, komu a jak prˇedávat události.
Umožnilo by to rozširˇitelnost knihovny bez nutnosti rekompilace, a tak by byl progra-
mátor/uživatel schopný prˇidávat vlastní služby. Dále by bylo velice prˇínosné zavedení
podpory barevných prˇechodu˚ na základeˇ výpocˇtu˚ tak, aby je nebylo nutné zadávat barvu
po barveˇ prˇímo do kódu.
Podpora automatického rozložení komponent je funkce, kterou by urcˇiteˇ ocenil snad
každý programátor. Zárovenˇ je to také velmi komplikovaná záležitost, protože je trˇeba,
aby každý Widget umeˇl reportovat naprˇ. kolik místa minimálneˇ potrˇebuje, a tím pádem
se jedná o zásah do všech Widgetu˚ a zavedení trˇíd rˇešících logiku nad nimi. Kompliko-
vanost rˇešení by byla úmeˇrná s mírou konfigurovatelnosti výsledného rˇešení.
Do knihovny by bylo také vhodné zarˇadit podporu pro klávesnici, ideálneˇ dotekovou
klávesnici na obrazovce, která by velice pomohla knihovneˇ být všestranneˇjší. Navíc je
nyní možné veškerou novou funkcionalitu vyvíjet prˇímo na PC a pohodlneˇ si ji ladit v Qt
Creatoru, což velmi pomáhá rychlejšímu vyvíjení nových funkcí.
Pokud bych práci vypracovával znovu, urcˇiteˇ bych si dal více záležet na tom, abych
prˇipravil urcˇitou sadu grafických operací jako referenci prˇi psaní ovladacˇe na jiné LCD
rˇadicˇe. Celý proces by to urcˇiteˇ zrychlilo, protože by programátor nejdrˇíve použil prˇipra-
vené algoritmy pro kreslení tvaru˚ a jejich vybarvování a potom by je postupneˇ odstranˇo-
val a mohl by porovnávat výsledky.
Dále grafové komponenty nejsou úplneˇ hotové, jelikož nevypisují konkrétní hodnoty
u svých stupnic, a to by mohlo v urcˇitých aplikacích už deˇlat neˇkomu problém. Aktuálneˇ
jsou vhodné spíš pro orientacˇní vizualizaci.
Bohužel jsem již nemeˇl dostatek cˇasu pro podrobnou analýzu výkonu knihovny v
testech, naprˇíklad za jak dlouho prˇepne 100 obrazovek, a tím urcˇit minimální HW poža-
davky. Celou práci jsem psal také s du˚razem na minimální využití operacˇní pameˇti, ale
prˇesneˇ urcˇit využití pameˇti jsem nestihl. Pameˇt’ová analýza navíc nebude úplneˇ snadná,
jelikož moje knihovna používá knihovnu stm32plus pro ARM a Qt pro PC, takže by bylo
nutné prˇipravit prázdnou implementaci na platformeˇ závislé cˇásti a celou knihovnu za-
nalyzovat.
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