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Una aplicación de la conmutación 
de tareas: aprovechamiento de 
herramientas comerciales en 
. ~ programaclon 
unque quizás sin perca-
tarse, la mayoría de usua-
rios de ordenadores han 
empleado alguna vez la 
técnica de conmutación 
de tareas: se trata, senci-
llamente, de suspender temporalmen-
te la ejecución de un programa para 
trabajar con otro, de forma que, en 
cualquier momento, podemos volver 
a operar con el primero en el mismo 
punto en que lo habíamos dejado. 
Esto ocurre, por ejemplo, cuando, 
trabajando con un procesador de tex-
tos en Windows, pulsamos las teclas 
Alt+ Tab para jugar una partida al 
solitario. 
Otra aplicación de la conmu-
tación de tareas es la que se expone en 
este artículo: el aprovechamiento de 
las rutinas o servicios de software 
comercial desde un programa creado 
por nosotros. De esta forma nos pode-
rnos ahorrar mucho tiempo y trabajo 
en programación, sacando partido a 
otros programas ya creados. En este 
caso, además de la conmutación, ten-
dremos que buscar formas de transfe-
rir órdenes y datos entre el software 
comercial y nuestro programa. 
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Esta técnica es distinta según 
la queramos aplicar bajo entorno MS-
DOS o bajo entorno Windows. 
INTRODUCCIÓN A LA CON-
MUTACIÓN DE TAREAS. 
En nuestro caso, por tarea en-
tenderemos un programa cualquiera 
cargado en memoria (no necesaria-
mente memoria RAM, por ejemplo, 
Windows utiliza parte de disco duro 
corno si fuera memoria RAM ). El 
estado de una tarea será entonces, el 
conjunto de valores de los registros 
del microprocesador en un momento 
determinado. Notar que entre estos 
registros se encuentran, entre otros, 
el puntero de dirección de ejecución y 
el puntero de pila. 
Supongamos ahora, que, en 
un cierto punto de ejecución de una 
tarea tomamos su estado y, de alguna 
forma, suspendemos su ejecución para 
cederle el control a otra. Si al cabo de 
cierto tiempo, actualizamos los regis-
tros del microprocesador con los va-
lores capturados anteriormente, vol-
veremos a la primera tarea justo en el 
punto donde se había quedado: es 
como si el lapso de tiempo que ha 
estado inactiva no hubiera ocurrido. 
En verdad, esto será cierto si toma-
mos la precaución de no modificar los 
segmentos de datos y de código, y, 
sobretodo, la pila de esta tarea. 
La implementación de este sis-
tema, para el caso de dos tareas, se 
muestra en la figura 1. En este esque-
ma aparece una zona de memoria 
común a ambas tareas. Este bloque de 
memoria será empleado para transfe-
rir datos, entre ellos, el estado en que 
queda la tarea que va a ser suspendi-
da, para que la tarea entrante pueda 
devolverle el control. 
La programación de esta téc-
nica es bastante sencilla en código 
máquina. Aún así, los lenguajes de 
alto nivel también incluyen instruc-
ciones que realizan las funciones de 
guardar y actualizar los registros del 
microprocesador ( por ejemplo, en 
Borland C, disponemos de las funcio-
nes longjmp y setjmp ). 
Si utilizamos esta técnica bajo 
entorno MS-DOS, hemos de tornar 
ciertas precauciones. Primero, nun-
ca se debe intentar volver a una tarea 
si el sistema operativo la considera 
finalizada . Esto ocurre cuando se 
ejecutan instrucciones como exit o 
aborto En estos casos, aunque es po-
sible que no se haya liberado la me-
moria de la tarea, es decir, su código 
y datos siguen presentes, sus ficheros 
de entrada/salida ( incluidos los que 
controlan el vídeo) se cierran, provo-
cando, generalmente, el bloqueo del 
sistema. 
Lo que sí debernos hacer al 
conmutar de tarea, es informar al 
sistema operativo de lo ocurrido. Esto 
se hace actualizando el valor de dos 
variables de éste: la dirección del 
PSP y la del DTA, para lo que dispo-
nemos de interrupciones corno 
GET PSP o SET PSP. 
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Si trabajamos 
bajo entorno 
Windows, se simpli-
fica bastante la pro-
gramación, pues será 
éste el que se encar-
gue de todas las ope-
raciones comentadas 
anteriormente. Para 
realizar la conmuta-
ción de tareas debe-
mos seguir dos pasos: 
primero, informar a 
Windows de nuestras 
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Figura l.-Esquema general de conmutación entre dos tareas. 
intenciones. Para ello, 
es necesario enviar y contestar co-
rrectamente a una serie de mensajes 
especiales, según un cierto protocolo. 
Por suerte, la función del Windows 
API SetActiveWindow se encarga de 
todo el proceso. 
Segundo, para que realmente 
se produzca la conmutación, hemos 
de indicar a Windows que la tarea 
actualmente activa no tiene nada más 
que hacer por el momento. Para lo-
grarlo, lo más seguro es que entre en 
un bucle de mensajes, igual al que 
utilizamos en la función principal. 
IMPLEMENTACIÓN CON 
SOFTWARE COMERCIAL. 
Hasta ahora hemos conside-
rado que las dos tareas entre las que 
conmutamos eran capaces de, en un 
momento determinado, acceder a los 
registros del microprocesador o en-
viar mensaj es. Esto no suele ser cierto 
cuando se trata de software comer-
cial, que era precisamente nuestro 
objetivo. Para salvar esta dificultad 
tendremos que realizar estas opera-
ciones desde un programa externo ( 
que llamaremos controlador ). 
Esto supone una restricción 
en cuanto al tipo de software comer-
cial que podemos emplear: es necesa-
rio que sea capaz de ejecutar un pro-
grama externo. No se trata de una 
restricción desesperanzadora, pues la 
mayoría de los programas comercia-
les incorporan esta propiedad. 
TRANSFERENCIA DE ÓRDE-
NES y DATOS. 
Nos queda por resolver como 
indicar al software comercial que ins-
trucciones debe ejecutar y con que 
52 
datos. En cuanto a la transferencia de 
los datos, lo más sencillo es mediante 
ficheros de disco: todos los progra-
mas tienen comandos para almace-
nar los resultados obtenidos en algún 
tipo de fichero. Nuestro trabajo será 
averiguar el formato de estos fiche-
ros. 
La transferencia de órdenes 
es algo más complicada si trabaja-
mos con MS-DOS. En realidad, no 
hay ningún sistema general, depen-
derá del software que estemos em-
pleando. Si se trata de un entorno de 
programación (como un paquete ma-
temático o un intérprete Basic ) , por 
ejemplo, es casi seguro que dispon-
drá de un tipo de fichero donde alma-
cene los programas de usuario. Pode-
mos entonces hacer que entre en un 
bucle que continuamente ejecute el 
controlador y, seguidamente, uno de 
estos ficheros con un programa de 
usuario. Cada vez que se llame al 
controlador, se ej ecutará nuestro pro-
grama que deberá crear o modificar 
el fichero con las órdenes precisas. 
En el caso de trabajar con 
Windows, sí que disponemos de un 
sistema, más sencillo, y apto para 
casi cualquier tipo de software: basta 
con enviarle mensajes de teclado. El 
paquete comercial interpreta estos 
mensajes como si provinieran de un 
usuario que estuviera tecleando. De 
esta forma, cualquier operación que 
un usuario pueda realizar con un 
programa, la podremos programar 
nosotros con tan sólo enviar la se-
cuencia de mensajes adecuada. 
UN CASO PRÁCTICO. 
La técnica mostrada ha sido 
empleada por el Departamento de 
Ingeniería Electrónica en la escuela 
universitaria de Vilanova i la Geltrú, 
dentro de una línea de investigación 
dedicada al estudio y potenciación de 
herramientas destinadas a la simula-
ción de sistemas. 
El objetivo es la creación 
de un entorno donde poder inte-
grar diversos algoritmos de simu-
lación, desarrollados por diver-
sas fuentes (proyectistas, profe-
sores, etc. ), aprovechando herra-
mientas ya existentes ( paquetes 
comerciales ). 
Para lograr este objetivo se 
ha pensado en un esquema. En la 
base tenemos el entorno de traba-
jo, que, en este caso, será un pa-
quete matemático comercial ( 
Matlab ). La misión de este pa-
quete será dar soporte a la pro-
gramación de las diversas ruti-
nas, aportando los algoritmos ma-
temáticos necesarios en simula-
ción. 
Entre las distintas herramien-
tas y el entorno de trabajo se encuentran 
las librerías de enlace. Éstas son un 
conjunto de funciones encargadas de 
facilitar el acceso al paquete matemáti-
co desde programas externos. Para ello 
se emplean técnicas como la expuesta 
aquí. De hecho, el objetivo de estas 
librerías es hacer que los distintos co-
mandos matemáticos disponibles en el 
entorno de trabajo aparezcan como una 
ampliación de las funciones del len-
guaje de programación empleado en el 
desarrollo de las herramientas. 
Por último, el entorno de usua-
rio será el encargado de dar coherencia 
a todo el paquete, facilitando el acceso 
del usuario a cualquiera de las herra-
mientas diseñadas. 
