Abstract. In this paper, we introduce the ROADMAP meta-model, designed to describe intelligent adaptive systems in open environments, using agent concepts such as roles. Developing intelligent adaptive systems creates new challenges in engineering software quality attributes such as correctness and reliability. The ROADMAP meta-model captures our understanding of properties of intelligent adaptive systems and our perspective on organizational concepts such as roles. The meta-model does not solve specific engineering problems, but provides a clean high-level structure where engineering issues can be grouped and classified. Infrastructure to support these issues can then be put in place progressively with consistency. An informal evaluation of the meta-model and comparison to related work is also presented. We expect developers of AOSE methodologies, tools, programming languages and frameworks to benefit from understanding the design and structure of the ROADMAP meta-model. By adopting the meta-model, the resulting methodologies, tools and languages may inherit its desirable characteristics and better support the development of intelligent adaptive systems in open environments.
Introduction
In the last decade, the focus of agent research has shifted from single agent systems to multi-agent systems, with emphasis on creating and using artificial organizations of agents [3, 4, 5, 6, 10, 11, 13, 16] . A significant part of the research effort is on exploring different meanings for organizational concepts such as roles. Few attempts have been made to formalize the theory of agent organization as meta-models [4, 13] . However, these attempts did not discuss nor address issues arising from intelligent adaptive systems embedded in open environments.
Intelligent adaptive systems capable of handling open environments have significant commercial value for industry, and have been the focus of extensive research in academia. Such systems present new challenges for engineering traditional quality attributes such as reliability, and inspire new quality attributes such as privacy. As a result, they are difficult to develop using conventional methods.
As intelligent adaptive systems are potentially the most important application domains for agent technologies; we believe the properties and characteristics of such systems must be taken into consideration during the development of AOSE methodologies, tools, programming languages and frameworks. A cost-effective way to simplify the development of intelligent adaptive systems is to build supporting mechanisms directly into the fundamental constructs of AOSE. The ROADMAP meta-model was designed to describe such systems. It defines key constructs for multi-agent systems, such as agents and roles, and their inter-relationships, such as aggregation, in a way that facilitates the development of intelligent adaptive systems. The meta-model formalizes and summarizes our understanding of properties of intelligent adaptive systems in open environments and our perspective on concepts such as roles.
We expect developers of AOSE methodologies, tools, programming languages and frameworks to benefit from understanding the design of the meta-model. By adopting the meta-model, the resulting methodologies, tools and languages may inherit its desirable characteristics and better support the development for intelligent adaptive multi-agent systems. Section 2 presents our analysis of intelligent adaptive systems in open environments from the perspective of engineering software quality attributes [14] . Section 3 introduces the ROADMAP meta-model. Section 4 describes two example applications of the ROADMAP meta-model, namely the ROADMAP methodology [6] , and an approach to create custom project-specific methodologies by reusing AOSE features [8, 9] . Section 5 evaluates the ROADMAP meta-model and related work with a set of criteria. Section 6 concludes.
Future Agent Systems and the Challenges on Software Quality
In this section, we present our analysis of intelligent adaptive systems in open environments, influenced by our software engineering training, including the need to engineer software quality attributes [14] . We examine how properties of such systems give new meanings to traditional software quality attributes such as correctness and performance. We suggest a class of new and imprecise quality attributes, such as privacy and politeness, based on existing work on engineering non-functional requirements and "soft-goals" in software systems [22, 23, 24] , and explore issues in engineering these new quality attributes.
Intelligent Adaptive Systems in Open Environments
An intelligent system acts rationally in situations and takes the optimal action to pursue its goals [21] . Performing rational action may require large amount of knowledge and reasoning. For example, for an intelligent search engine to return the most relevant webpages, it must reason about the nature of the user and the context of the search. It must also reason about the content of the webpages it indexed to determine what makes a page relevant.
An adaptive system senses changes in its usage and its environment, and alters its behavior at runtime for better results [25] . For example, a business system may change its structure (architecture) to mirror changes in the human organization. Machine learning could be used by the system for self-optimization.
In an open environment, potentially malicious agents may enter the system at runtime. Therefore we cannot trust all agents to act according to the system-wide goals. Instead, we must create mechanisms to ensure correct system-wide behaviour even when individual agents are malicious and misbehave.
Future multi-agent systems may be expected to have many of these properties. Indeed, IBM's new research initiative codenamed "Autonomic Computing" [17] makes an early attempt to address most of the issues described above.
Impact on Software Quality
Intelligent adaptive systems in open environments create new challenges in software development. For such systems, current development techniques cannot guarantee quality attributes such as correctness to hold after deployment. For example, correctness is traditionally assured by testing the system before release, against documented requirements. The assurance provided by this approach is lost if the system behaviour changes due to continuous adaptation or environment change, or if new agents in the open environment misbehave. Following the same logic, system performance, reliability, security, usability and maintainability can be compromised due to adaptation or environmental changes. Without explicit representation of system requirements and constant validation at runtime, there is no guarantee that the system functions correctly. This view is shared by earlier work in [12] .
To solve the problem, it seems necessary to include constructs to explicitly represent the correct system behaviour and the required level of quality attributes to allow runtime validation of the system. The construct should also allow the desired direction of adaptations to be specified, ensuring that adaptation produces positive and desirable outcomes.
Furthermore, as we rely more on intelligent systems for decision support, new and imprecise quality attributes such as privacy, politeness and benevolence begin to emerge. The exact meanings of these quality attributes, such as good taste and privacy, depend closely on the actual user of the system and the context of each use. Whether the system fulfils the quality attributes is very open to user interpretation and perception. For example, if I rely on assistant agents to suggest gifts to buy for various social occasions, I may expect the choices of the gifts to be legal, appropriate, and show good taste. Yet no general and precise definitions exist for these quality attributes. In another example, we may expect our personal assistant agents to have close knowledge of our daily routines, habits and preferences. Yet we also expect user privacy and do not wish such knowledge to become public. The meaning of privacy and the level of privacy needed by each user are subjective and usually different.
For many intelligent systems, the sheer complexity of their tasks renders it difficult to fully define and test for correctness. To address this issue, we suggest that the AOSE paradigm must make available constructs to define such quality attributes, in a flexible manner so the definitions can be easily customized for each user at runtime.
The separation of knowledge from hard-coded functionalities allows better re-use and maintenance. It also allows the possibility of engineering quality attributes at the knowledge level. For example, a self-optimizing system can learn the usage patterns and change its internal logic for better performance. By improving the agent's knowledge on analyzing usage patterns and the knowledge on optimizing its own internal logic, we can indirectly improve the system performance significantly.
From the example, we see the potential to improve quality attributes at the knowledge level, in addition to traditional quality engineering at the functionality level. This approach is particularly significant to agent systems as agent oriented programming is at a higher level of abstraction, and in many cases can be viewed as at the knowledge level. It is most natural to perform knowledge level quality engineering in agent systems.
Currently we are not aware of any development methodologies that formally address and systematically support the engineering of quality attributes at the knowledge level. We wish to promote this perspective as essential to developing intelligent adaptive systems and invite new research into this area.
Summary
Quality requirements of intelligent adaptive systems are dynamic, complex and fuzzy. To facilitate development of these systems, we see the need to provide support for engineering quality attributes, for the entire software development lifecycle in methodologies, CASE tools, programming languages and into the actual applications. As a first step, we support the abstract representation of system functionalities and quality attributes in the constructs of a meta-model for AOSE. We extend existing work [22, 23, 24] in the context of agent systems, at the level of fundamental constructs for AOSE, and enable runtime reasoning of functionalities and quality attributes.
The meta-model does not aim to provide solutions to every application specific engineering problems such as performance enhancement. Rather, it provides a clear high-level structure under which engineering issues can be grouped, classified and accommodated. At this stage, we take a less formal approach to the meta-model and are not very concerned with the formal semantics of the constructs. We aim to progressively introduce infrastructure for addressing the engineering issues into the metamodel. By adopting the meta-model, methodologies, tools, programming languages and frameworks should consequently provide support for engineering quality attributes consistently.
The ROADMAP Meta-Model
The ROADMAP meta-model is a generic meta-model for describing multi-agent systems. The ROADMAP meta-model has been derived from the ROADMAP methodology [6] and our earlier work [7] . The meta-model is special in the sense that it describes runtime systems and all constructs shown in the meta-model have concrete physical runtime manifestations. Each concrete runtime construct is instantiated from its respective development-time class. However, we omit the development-time classes from the meta-model for simplicity.
The Meta-Model
Following the analogy that putting people together does not form efficient organizations unless sufficient processes, regulations, infrastructure and organization goals are also in place, we propose to model multi-agent systems by two hierarchies at runtime (see Figure 1 ).
Fig. 1. A multi-agent system viewed as independent hierarchies of agents and roles
The role hierarchy represents a high-level abstract specification of requirements, capturing organizational structures, regulations, processes, goals, responsibilities and various permissions for the agents to function in the system. The agent hierarchy provides concrete implementation of system functionalities.
The ROADMAP meta-model is shown in Figure 2 . All the entities in the metamodel are realized at runtime. A role can aggregate other roles, interact with other roles and modify other roles given the proper authorization. A role in the ROADMAP meta-model is defined as in the ROADMAP methodology [6] , with two improvements. Figure 3 shows the partial definition of a role.
First, the lifecycle of a role can be roughly divided into states in its liveness responsibility, such as Work in the example below, and further into protocols. We now allow other role attributes to be specified temporally with the states and protocols, by introducing keywords before, during and after. For example, we can restrict the permission to access socket only to the Work state (see Figure 3) . Similarly, the Connect protocol can be invoked only if the safety condition "ActiveConnection ( ) < ConnectionPool" holds before the call, as a pre-condition to the protocol (see Figure 3) . The use of these keywords gives us new and fine-grained control over the execution of implementing agents.
The second improvement is the use of evaluation functions in roles and the introduction of the Goal attribute. Instead of safety conditions that must hold true in the ROADMAP methodology, functions like Reliability ( ) can now return any value and can be used as evaluation functions for agent performance. These evaluation functions serve as the official measure of quality attributes in the organization. For example, reliability can be defined in many ways. However, for agents taking this particular role, reliability is defined and measured by the Reliability function. Therefore the agent can simply adapt to maximize or minimize the result of this function, according to its Goal attribute. Similarly, a goal of a role may be maximizing privacy, according to an attached evaluation function, say Privacy ( ), that exactly defines the meaning of privacy for the implementing agents. The keyword "according to" is used to nominate a prioritizing function. The function should return relative importance of active goals given a state or a protocol. The result of this function allows agents to understand the official priority of goals. Agents can decide how to handle conflicting goals and how to spend their resources to achieve the goals accordingly. Some quality goals will have no precise evaluation function. In that case, the best alternative available can be used and the system will probably not perform optimally. Official communications and messages in the organization should go through roles. This ensures agent behaviours can be validated at runtime for correctness and other quality attributes, by invoking the evaluation functions. The functions in role definitions are simply references to implementations that may be in the same role, other roles, an agent or an object in the environment. For example, the function Socket.ResponseTime ( ) in Figure 3 is implemented in an external object named Socket. An agent is defined as a runtime entity that has a unique identity, communicates using asynchronous and synchronous messages, maintains a list of roles it takes, and maintains a list of currently active roles. The use of messages to model all agent interaction reduces the coupling between agents, as messages can be rejected, forwarded to other agents, logged or played back. An agent can aggregate other agents, and interact with other agents. When agents interact directly without going through roles, the interaction is considered private and does not have the same official status within the organization. For certain organizations private interaction can be undesirable and prohibited. Figure 4 shows an example of official interaction in an organization between Agent A and Agent B. The message from Agent A is first sent to and validated by its role. If all constraints are satisfied, the message propagates to Agent B's role. After the message is validated, Agent B receives the message and can now respond to it. As part of the organizational arrangement, the message is also forwarded to Agent C's role, and to Agent C after validation for monitoring purpose. If the message fails to satisfy constraints from any roles concerned, the message will be rejected and actions will be taken to handle the error. This mechanism ensures that the interaction respects the perspectives of all roles involved. In addition, quantitative results may be produced by evaluation functions within the roles. Such results provide indications to agents on how well their interaction satisfies system requirements on functionalities and quality attributes. This mechanism is somewhat similar to the fitness function in a genetic algorithm [1] . However, it is structured in a modular fashion while allowing different agent implementation architecture. In another word, the roles form an architecture-independent common platform for expressing quality attributes, such as privacy. In theory, it is possible to define the organization, and populate it with learning agents with random initial behaviour. With sufficient training the agents should learn from their roles in the organization to perform correct system functionalities without human intervention. Developers may now design and implement the system quickly without committing to many design decisions, and allow the design decisions to be made by agents at runtime according to the actual usage. Related work on roles can be found in [18, 19, 20] .
A service is a coherent and reusable block of system functionality. A service may include other services for re-use. A protocol of a role constrains the runtime execution of a service of the implementing agent. It is an abstract specification of a service, and contains information such as pre/post conditions and invariants of the service. Finegrained control over agent execution is achieved by constraining the services agents provide with protocols from roles they take. The recursive nature of roles, agents, protocols and services ensures system scalability. A protocol can be activated to monitor the execution of a service every time the service is run, or sample the service execution randomly on a given interval.
A knowledge component is a modular unit of knowledge. It can aggregate other knowledge components, allowing knowledge scalability and reusability in the system. A knowledge component can be included into a role or an agent, allowing the knowledge sharing, distribution or reuse in the system to be represented and modified at runtime.
Agents and roles are embedded in environment zones, shown as aggregation in the meta-model (see Fig. 2 ). The environment zones serve two functions in the multiagent system. It provides uniform non-discriminatory constraints on all agents, for example, gravity applies to all human beings. It also provide infrastructure to facilitate agent services and hence simplify the internal design of agents.
Development-time Classes
The ROADMAP meta-model describes runtime systems with concrete constructs that are instantiated at runtime. During development-time, respective classes are created according to the same structure and relationships. For example, the runtime role is instantiated from the development time role class, while runtime agents are instantiated from the development-time agent classes. Figure 5 shows the instantiation relationship.
We focus on the runtime constructs as agent systems are inherently dynamic and the runtime behaviour is of more interest to us. 
Example Applications of the ROADMAP Meta-Model
In this section we present two example applications of the ROADMAP meta-model to illustrate its applicability and the potential benefit for adopting the meta-model.
The ROADMAP Methodology
The ROADMAP methodology [6] is designed to support the development of complex open systems. It extends the Gaia methodology [15] with formal environment and knowledge models, and a dynamic role hierarchy to constrain behaviour of agents in the organization. The meta-model was formulated when we attempted to isolate the key concepts in ROADMAP that enable the development of open systems. The key concepts are considered general enough to be useful to other researchers and the sharing of such knowledge is the motivation of this paper. Figure 6 shows the revised structure of the ROADMAP models. The models are grouped into three categories. The environment model and the knowledge model contain reusable high-level domain information. The use-case model, interaction model, role model, agent model and acquaintance model are application specific. The protocol model and service models describe potentially reusable low level software components.
The ROADMAP methodology closely implements the ROADMAP meta-model. The meta-model can be mapped one-to-one directly onto the shaded models without re-arrangement, as the shaded models contain development-time classes to instantiate constructs in the meta-model (as shown in Figure 5 ).
Fig. 6. The models within the ROADMAP methodology
By conforming to the meta-model, the ROADMAP methodology inherits its desirable characteristics and is suitable for developing open, intelligent and adaptive systems. This example shows the applicability of the ROADMAP meta-model.
Custom AOSE Methodologies by Reusing AOSE Features
In our earlier work [8, 9] , we described an approach to create reusable modular AOSE features by isolating general-purpose common features from existing AOSE methodologies. The remaining parts of the methodologies are then componentized into special purpose "value-adding" features. This approach empowers the developer to assemble a methodology tailored to the given project by putting appropriate AOSE features together, much like developers building applications from third party off-theshelf components.
The above approach allows the re-use of methodology features. We envisage that the methodology becomes a living artifact of the project, and changes according to project requirements. Methodology features encapsulate techniques, models, CASE tools and development knowledge such as design patterns. Methodology features can be created to handle particular new quality attributes such as privacy, and be deployed into a project when appropriated.
The benefit of the above approach is obvious. Instead of creating incompatible techniques, models and CASE tools for each methodology, modular and reusable solutions can be created once, and shared within different methodologies. With this approach, specialized features, such as support for safety in medical applications, is more accessible to developers than possible before. This represents significant saving in development cost and learning cost, investment.
The ROADMAP meta-model can be used to ensure semantic consistency between methodology features. By conforming to the same meta-model, the methodology features share the same basic definition for agent constructs such as agents and roles. We expect this to improve interoperability and enables features originated from different methodologies to work together without conflicts.
A role in the ROADMAP meta-model is sufficiently flexible and expressive for AOSE features to base their quality engineering activities on. It is a suitable construct for expressing various quality attributes addressed by different AOSE features, without committing to any agent architecture.
It is worth noting that specific quality attributes are not always required throughout the entire system. For example, politeness may only be required at the user interface, while privacy is required for a set of agents that can access the user's personal information. As a general observation, for the entire system, functionalities need to be modeled and developed. For localized parts of the system, quality attributes may need to be modeled and engineered. The roles in the ROADMAP meta-model allow runtime representation of functional requirements throughout the entire system, and also allow quality attributes to be represented on a localized basis. This allows precise application of engineering effort and avoids paying unnecessary engineering overhead to other parts of the system.
Informal Evaluation and Related Work
A meta-model has the potential to ensure consistency between various methodologies, CASE tools, programming languages and frameworks. Indeed, the meta-model for the OO paradigm [2] , often known as the Object Model, plays a unifying role for OOSE. Consistent support covering all aspects of software development is a key prerequisite for the acceptance of a software paradigm by mainstream industry practitioners.
By adopting the meta-model, the conforming methodologies, tools and languages will inherit the strengths and weaknesses of the meta-model. It is therefore important to validate any meta-model carefully. In this section, we informally evaluate the ROADMAP meta-model using eight criteria. Related work on the AALADIN metamodel is also evaluated using the criteria.
Evaluation Criteria
The proposed evaluation criteria are:
1. Runtime scalability of the system 2. Runtime representation of requirements and quality attributes 3. Abstraction of knowledge from functionalities 4. Modularization of knowledge 5. Variable level of agent characteristics at runtime 6. Variable level of quality attributes at runtime 7. Simplicity 8. Ease of learning. We explain each in turn. Note that we are not claiming that this is a complete set of criteria to evaluate meta-models.
Runtime scalability of the system: The purpose of AOSE is to simplify the development of industry strength applications. Therefore a meta-model should promote scalability of systems to accommodate the application complexity.
Adaptive systems in open environments should be able to scale up and down at runtime depending on the usage.
Runtime representation of requirements and quality attributes: As discussed in Section 2, requirements and quality attributes should be represented at runtime, allowing agent behaviour to be validated within the organization. After behaviour changes in adaptive systems, the correctness of the system and other quality attributes are still assured, if agent behaviour complies with the changed roles. Furthermore, such specification (or representation) of requirements and quality attributes should be clearly separated from the implementation.
Abstraction of Knowledge from Functionalities:
A meta-model should clearly separate agent knowledge from low-level functionalities. Consequently methodologies, tools and languages implementing the meta-model should discourage developers from hard-wiring knowledge into functional code. The knowledge and the functionalities can then be developed, reused, and maintained separately, at a much lower cost.
A meta-model adhering to this principle also facilitates engineering of quality attributes at the knowledge level.
Modularization of Knowledge: Knowledge should be developed and maintained in modular units with high cohesion and low coupling. The modular approach localizes potential faults and enables easy sharing and re-use of knowledge.
Variable Levels of Agent characteristic at Runtime: We expect a meta-model not to place arbitrary constraints on the level of agent characteristics such as level of intelligence, autonomy, pro-activeness and reactiveness. For example, when it is desirable, agents in the system should be allowed to become much more autonomous at runtime, without compromising the overall system integrity.
Variable Levels of Quality Attributes at Runtime: In addition to representing quality attributes at runtime, a meta-model should allow the nature and level of quality attributes to be changed at runtime. For example, when hacker attacks are identified, security at relevant parts of the system should be tightened. If the attacks threaten the reliability of the system, reliability may be nominated as a new quality attribute and agents in the system should start working to achieve it.
Simplicity: A meta-model should not be unnecessarily complex, so the resulting methodologies, tools and languages don't inherit the complexity and unnecessarily burden the development of systems.
Ease of Learning:
For better acceptance of AOSE, a meta-model should be easy to learn and understand by industry practitioners. In addition to being simple, the metamodel should also be similar to existing approaches such as OOSE, so the user can leverage their existing knowledge for easy transition.
Evaluation of the ROADMAP Meta-Model
The ROADMAP meta-model is scalable at runtime, as all runtime entities can recursively aggregate themselves. The ability for roles and agents to modify other roles and agents allow the system to scale up and down at runtime.
As detailed in Section 3, ROADMAP roles can represent the system requirements and quality attributes, with various role attributes. Having separate hierarchies for roles and agents ensures clear separation between the specification and the implementation of the system. The presence of knowledge component in the meta-model, and the ability to aggregate other knowledge components, indicates knowledge is abstracted away from functionalities (agent services) and managed in a modular hierarchy.
The goals, evaluation functions and safety responsibilities are flexible enough to encode different levels of agent characteristic and quality attributes. The ability to modify roles at runtime ensures no arbitrary constraints are set on levels of agent characteristics and quality attributes in the system at runtime.
The meta-model is very similar to the OO approach as accessing agents through roles is similar to accessing objects through interfaces, and constraining services with protocols is similar to constraining object methods with function signatures in interfaces. The meta-model is considered close to OO and easy for developers to learn and understand. The similarity with OO suggests the meta-model is almost as simple as OO and should not impose unnecessary complexity and burden during development.
The ROADMAP meta-model fulfils these evaluation criteria well.
Evaluation of Related Works
AALAADIN [4] is a well known meta-model for multi-agent systems based on the concept of agents, groups and roles. Figure 7 shows the structure of AALAADIN. AALAADIN agents are atomic and cannot aggregate other agents or groups, while AALAADIN roles are not known to aggregate in anyway. This restricts scalability of systems. The AALAADIN model was then extended in [13] , allowing an agent to be atomic or a group (see Figure 8 ). The extension improves scalability. However, roles can now be part of a group and therefore part of an agent. The lack of clear separation between specification and implementation is undesirable. Both versions of AALAADIN use roles and groups to capture system requirements. However, without concrete and detailed definition for roles and groups, we cannot determine how effective the representation is. Knowledge components are not present in either version of AALAADIN, suggesting abstraction of knowledge from functionalities and modularization of knowledge are not supported. Roles are not known to change dynamically at runtime in either version of AALAADIN, implying variable levels of agent characteristic and quality attributes are only possible during development time, not at runtime. Both metamodels are simple, and although they do not map easily to the OO approach like the ROADMAP meta-model does, they are relatively easy to learn and understand. This paper has presented challenges in engineering software quality attributes for intelligent adaptive systems in open environments. We developed a meta-model to handle these challenges. The meta-model does not solve application-specific engineering problems, but provides a clean high-level structure where engineering issues can be grouped, classified and accommodated. Infrastructure to support these issues can then be put in place progressively with consistency. By understanding our design of the ROADMAP meta-model, developers of AOSE methodologies, tools, programming languages and frameworks should gain insight into the challenges in developing intelligent adaptive systems in open environments. By adopting the ROADMAP metamodel, the resulting product may inherit the desired characteristics and better support such systems. We described two applications of the meta-model, and provide some solid initial validation.
In future, we wish to conduct more formal validation and apply the meta-model to other areas of agent research.
