Service Oriented Architecture (SOA) has gained considerable interest in recent years, mostly due to the advent of standards based Web services that simplify interoperability, loose coupling and reuse. One of the basic business motivations for implementing SOA today is achieving business agility, as SOA can help businesses respond more quickly and cost effectively to the dynamic and continues changes in market conditions. It can also simplify interconnection to the existing legacy systems as well as reconfiguring loosely coupled business services in a simple, fast and low cost manner. For SOA to succeed in that, it is a key issue to provide a Web service composition approach to facilitate business innovation and adapt IT to today's fast changing markets. In this paper, we present a survey of some existing proposals about service composition approaches and provide an overview of the strategies for the modernization of the legacy system using SOA.
INTRODUCTION
A service is a person or an organization performing some work for another person or organization. Service-Oriented Architecture (SOA) is defined by the organization for the advancement of structured information standards (OASIS) as "a paradigm for organizing and utilizing distributed capabilities that may be under the control of different ownership domains. It provides a uniform means to offer, discover, interact with and use capabilities to produce desired effects consistent with measurable preconditions and expectations" [1] . Web services can be considered applications that are wide spread and self directed. They can be found, connected and interacting together through the web. The maximum value of using web services lies into gathering them in great applications whose business roles can be used and presented through services. Service consumers can build powerful applications and huge systems by taking the benefits of web services through standard interfaces. In 2007, the organization of Gartner Group stated that about [2] 50% of very important operational applications had been built using SOA. This percentage has been grown by 2010 up to 80%. In addition, according to Forrester Research report [3] in 2009, it was stated that about 75% of information technology administrators working at Global 2000 organizations planned to use SOA. And only less than 1% has been reported negative reactions on experiencing SOA. All of the above make the implementation of SOA very considerable goal for the decision makers of information technology field.
In fact, the concepts of SOA will rarely change overtime, but the implementation technologies will probably vary [4] . This paper introduces some main SOA concepts and its open issues focusing on service oriented composition approaches and its relationships with the evolution of legacy systems.
The remainder of the paper is organized as follows. Section 2 explains general idea about web service. Section 3 introduces the different approaches used to compose service oriented and the main problems that face the composition process and then explanation to legacy system evolution and strategies for the modernization of the legacy system using SOA are exposed in section 4. Finally, the concluding remarks as well as SOA challenges and open issues are drawn in section 5.
WEB SERVICES
Web services are software components that communicate using standards-based Web technologies. Since they are based on open standards such as HTTP and XML-based protocols including SOAP and WSDL, Web services can be considered hardware, programming language and operating system independent. Services can be described using specific service description languages such as Web Services Definition Language (WSDL) and Business Process Execution Language (BPEL). Also they are published and discovered according to predefined protocols like Simple Object Access Protocol (SOAP), and combined using an engine that organizes the interactions among collaborating services. WSDL is an XML-based language which defines the interface displayed by web service in order to be invoked by other services. WSDL provides a function-centric description of web services containing inputs, outputs, and exception handling. BPEL is an XML-based language supporting process oriented service composition [5] [6] . SOAP is considered a platform-and language-independent communication protocol that defines an XML-based format for web services to exchange information over HTTP by using remote procedure calls. According to the W3C (World Wide Web Consortium) a Web services is "a software system designed to support interoperable machine-to-machine interaction over a network. It has an interface described in a machine-process able format (specifically WSDL). Other systems interact with the Web service in a manner prescribed by its description using SOAP-messages, typically conveyed using HTTP with an XML serialization in conjunction with other Web-related standards" [7] .
SERVICE-ORIENTED COMPOSITION APPROACHES
Using an approach, that applies standard programming languages to link components of a Web service, overcomes the variety of middleware platforms that are being used. So there is a great need for developing Service Composition Middleware in order to make service composition in means of abstractions and infrastructure. A service composition middleware needs full and well description of the web service features which are functionality, interfaces and protocols it supports. Web service components are considered system-and vendor-specific. This can be clear when using Workflow Management Systems (WfMS) which are highly flexible and generic but they need the web service components to be familiar with WFMS API. Therefore web service components require more additional development effort. [8] The Main Problems related to web services composition:
 how to specify them in a formal and expressive enough language,  how to compose them (automatically),  how to discover them through the web,  And how to ensure their correctness.
There are varied approaches to compose a service (see Figure  1 ), and they are described in details in the following subsections. 
Static Service Composition
Static Service Composition is done by choosing the needed components, linking them, and at last compiling and deploying these components. This approach is used when business partners and service components does not or only rarely change. There are two main approaches for the static service composition: [9] 1. Web service Orchestration: It depends on merging available services by adding a central controller, which is called the orchestrator that is responsible for firing and combining the single sub activities. Among the orchestration languages (e.g. BPML [10] and BPEL [5] ). 2. Web service choreography: In this approach, the overall activity is achieved by the composition of peer-to-peer interactions among services that are working together.
Dynamic Service Composition
Dynamic composition makes the service environment highly flexible and dynamic. New services become available daily and the number of service providers is regularly increasing. Achieving to the customer requirements and keeping with the changes done to the environment with the minimum involvement of user are considered the sign of the ideal service processes [9] . There is a big challenge problem which is how to compose services automatically. The services can be combined to perform a specific task that the existing services can not accomplish. According to the previous words, the dynamic composition of services is so important and useful but the automation process of it is still under research. The main problem in the automation process is the big gap between the concepts used by people and the computer interpretation to data. [8] Web services' dynamic composition needs two important things; the location of services depending on their capabilities, and detecting which of the previous located services can be used to formalize service composition matching [11] . This difficulty can be controlled using semantic web technologies, for example OWL-S which is ontology, within The Ontology Web Language (OWL) based framework of the Semantic Web, for describing Semantic Web Services. OWL-S (previously known as DAML-S) (see Figure 2) ; is a service ontology that enables automatic service discovery, invocation, composition, interoperation, and execution monitoring [12] . OWL-S forms services using three way ontology: 
Model Driven Service Composition
This approach [8] is based on dynamic service composition as it assists the management and development of dynamic service compositions. The framework of this approach contains a service composition manager (SCM) which helps the user in developing, executing and managing service compositions and also contains service composition repository that maintains composition elements and rules [13] . The process of service composition development is subdivided into four phases: service definition, scheduling, construction and execution. Firstly, SCM collect the requirements of the user and deliver them to the definer to determine preliminary composition. Then, service definer invokes the composition engine to require the rule repository. If a specific rule is already found while composition, the repository of composed elements sends the made actions back to the service definer. Secondly, the service scheduler provides some possible compositions alternatives and allows the user to select one of them. The selected alternative is then passed to the service constructor which its mission is generating the suitable software for service execution. Finally, the service executor follows up the execution process of the service.
Declarative Service Composition
In this approach, the services are composed temporarily to get the user requirements. Two phases are included in the declarative approach: first one, it makes a start point to work with containing primary situation and the final required goal then it creates set of suitable common plans. Second phase picks one possible plan, finds out proper services and sets their workflow. This approach [8] contains three layers; a conversation layer, a functionality layer and a database management layer. The conversation layer mission is to state the order of exchanging messages via conversation protocol. The functionality layer contains two components, raw application and a filter that makes analysis on the input information of an operation inside the raw application.
Automated Web Services Composition
Ontology based service composition is another name to the automated composition approach. Ontology is a collection of Web services that share the same domain of interest. To organize Web services into ontologies, DAML-S (DARPA Agent Markup Language for Web services) is used to support mechanisms for this job. [8] Web service environment can be characterized by three features [14] : exploratory, volatile and dynamic. Exploratory implies that when a certain service is needed, it is called during the runtime. And volatile means that the service can be invoked at certain time but it is not available on any other time. But dynamic represents coverage of the web service changes even over time.
Context based Web Service Discovery and Composition
The context manager uses some explanation that has information of service providers, devices, and networks. Both service providers and consumers are accessing the context manager. It is linked to an interaction enabling platform via an adaptive channel [15] . This interaction passes requests to the platform which retrieves the services matching user requirements and performs the composition based on the adaptation rules. [8] The word "context" is defined as "the kind of information that makes information services aware of their current context". There are four components that manage context information [8] 
Semantic Web Service Composition
The semantic web can give services description at the process level, and also provides functional information, forming the preconditions and post conditions of the process in order to evaluate the growth of the domain. Semantic web depends on ontologies to structure the domain concepts that are shared between the services [16] [17] [18] . Therefore, semantic web can result in practical and powerful applications that depend on annotations and inference engines to help into composing, discovering, executing, and interoperating web services automatically. [8] Composition of web services needs a semantic description for services for easy interaction among them. WSDL does not provide any semantic description to Web services. (see Figure 3 ) developed by [19] presents WSDL features in white ovals and those added by semantic descriptions in grey filled ellipses. Also this figure shows the directions and multiplicity information to describe the relations between the entities. 
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LEGACY SYSTEM EVOLUTION
According to the large amount of information contained within companies, this increases the complexity of the legacy systems which store this information. Moving to SOA platform can help in handling this increase. Keeping the debugging of and various modifications done to the legacy system along several years is very important to the process of transformation. SOA has many features that make the transformation of legacy systems is very desirable in today's world. These features include loose coupling, abstraction of underlying logic, agility, flexibility, reusability, autonomy, statelessness, discoverability and reduced costs. Providing a data bridge between incompatible technologies is considered an important advantage to using SOA with legacy systems. There are four strategies for the modernization of the legacy system using SOA; replacement, wrapping, redevelopment, and migration [20] . They are discussed in the upcoming sections.
Replacement Strategy
Replacement strategy main idea is to rebuild the whole legacy system from scratch. There are two advantages for using replacement strategy; first if the legacy system uses technologies not recently being used so they are hard to preserve them, second if the business rules in the system application is realized. To meet precisely the organization's needs, new building of the application is the perfect option. But this process is very money and time consuming. Replacement strategy uses two strategies; big-bang strategy or incrementally. Incremental strategy is used only when the legacy system has clear structure. [20] 
Wrapping Strategy
Wrapping strategy helps legacy component being easily reached by components use other software through providing new SOA interface like WSDL. Wrapping woks mainly on the interface of the legacy system neglecting the difficulty of the internal parts, so it is considered black-box transformation technique. [20] Wrapping can be considered good, fast and cheap solution if the code of the target legacy system has great value and is written in qualified manner. This strategy keeps the main features of the integrated legacy applications so the problems exist in these applications remain the same even after modernization and this is the major problem of wrapping. Using white-box tools in this type of legacy systems will be more helpful within transformation to get more details about the internals studying.
Redevelopment Strategy
Redevelopment means reengineering. Reengineering is considered the modification and analysis of an application to be presented in some different and new view. Reverse engineering, redesigning, restructuring, and re-implementing are considered some activities of the reengineering process. There are three main issues in service-oriented reengineering: service identification, service packaging, and service deployment. Identification of services from a legacy system is a complex mission. It is one of the main activities in the modeling of a service-oriented solution, and therefore errors made during identification can flow down through detailed design and implementation activities that may require multiple iterations, especially in building composite applications. Service packaging is a detailed description of a service that is available to be delivered to customers. And service deployment refers to service selection and service composition to satisfy functional and quality of service (Qos) requirements. [20] Software reengineering is a very important part in the transformation process to the service-oriented environment.
Reengineering can be applied to only legacy systems which have the following features: 1. The legacy system needs to be transformed to a distributed environment and can be converted and divided as a Web Service. 2. The legacy system functionality is reusable and consistent and has worth business logic. 3. The legacy system is hard to be maintained as a whole, and it is easier to maintain only some of its components.
4. The legacy system functionality has more benefit if represented as separate services. 5. Target components need to run on different platforms or vendor products. 6. The legacy system components should be implied step by step without affecting the service consumer.
Migration Strategy
Migration strategy is some close to wrapping and redevelopment strategies in the identifying, decoupling, and extracting of the legacy system code. And it likes reengineering strategy in making new interfaces matching with SOA structure. Therefore, migration strategy includes features of both redevelopment and wrapping strategies aiming at producing system that has enhanced compatible SOA design. Usually migration techniques are too similar to wrapping and redevelopment techniques. So, migration refers to transforming the whole legacy system to the new environment. [20] 
Comparison of Modernization Techniques
In The strategy used to analyze the legacy system to understand its concepts and locate the important functions to be exposed as part of SOA architecture. The analysis could be shallow or deep depending on the strategy used. Minimal dependency on the existing legacy system components in achieving SOA architecture increases flexibility.  Process Adaptability: How well the process adapts to the legacy system to minimize the amount of the required modifications.  Tool Support: To what degree is the process automated, and if a tool is proposed or implemented. All the techniques have advantages and disadvantages. The wrapping approach presented by Canfora [23] is manual, and so it is the least preferred approach. It was hard to identify the degree of process adaptability for these techniques. And so it is difficult to evaluate the complexity of these approaches, since all techniques depend greatly on the size of the legacy system. Actually, while the benefits of the strategies are quite well understood, there is still no general technique that can be applied to solve all of the problems that a developer may face.
Choosing a Strategy
When choosing a strategy, there are many features should be considered. Table 2 summarizes an initial set of strengths and weaknesses for each strategy. Two or more modernization strategies can be mixed to achieve the required goal depending on the advantages and disadvantages of each strategy. In fact, there is no perfect solution to the problem of modernizing a legacy system. The choice of strategy depends mainly on the goals for the SOA architecture, the available budget and resources and the time needed to complete the project.
CONCLUSION 5.1 Fundamental Results
After huge comprehensive study about Service-Oriented Architecture (SOA), Service composition faces increasing interest in making much research effort to support the existence of a global component market to enforce widespread reusable software. Nowadays, using third-party services becomes the new business model. So there have been great needs to support for service usability from a design and an adoption point of view. This includes areas of SOA governance, SOA adoption, and development processes and practices for service oriented systems development. SOA implementations within enterprise IT systems are used to access data that resides in legacy systems. So applications are capable of interacting with standard web services in a traditional request response pattern. In our paper we reviewed some topics related to SOA, such as use of semantics for service discovery and composition, in which there are significant efforts in the research community. If SOA is to be used in advanced ways, significant research topics need to be addressed in areas as design for context awareness, service usability, federation, automated governance and runtime monitoring and adaptation, dynamic service discovery and composition, real time applications, and multi organizational implementations. In our future work, we account for new research and for promising challenges hoping this document provides SOA researchers in many fields. According to many research efforts, the reality is that SOA remains the best solution available for systems integration and modernization of legacy systems.
Open Issues
Recently, there are many potential research topics for SOA that need to be solved. Among those needs, Reusability of services and, maintenance and evolution in dynamic, heterogeneous systems. In the upcoming paragraphs we are handling the most popular research points related to those specific topics. SOA brought new chances to improve the development of reusable components. However, there are still many challenges that need to be overcome. Although some initial solutions have been proposed to make services more reusable, there are still many points need to be covered as follows: [30] 1. Standardize service specification languages. 2. Implement high performance service registry and service discovery. 3. Provide rigid contract negotiation tools. 4. Implement dynamic service binding. 5. Develop strategies where the service execution should be located.
Another point of view in SOA new research issues that require to be addressed is related to Service-oriented systems which are significantly different from traditional systems. These differences include:  The diversity of service consumers and service providers.
 Shorter release cycles because of the capability of rapidly adapting to changing business needs.  The potential to leverage legacy investments with potentially minimal change to existing systems.
What does maintenance and evolution look like in this dynamic, heterogeneous, and potentially distributed development and maintenance environment is a very important question. We have identified a set of research topics that we believe would help to find answers to this question that are shown in the following [4] : 1. Tools, Techniques, and Environments to Support Maintenance Activities: The complexity of the maintenance process in an SOA environment continues to increase so some considerations should be taken. Analysis activities for service providers have to consider possible set of users. Also analysis for service implementation code has to consider direct users of the service implementation code and users of the service interfaces too. In addition to the above, release cycles between services and consumers, services and infrastructure, and consumers and infrastructure ideally should be coordinated.
Multilanguage System Analysis and Maintenance:
One of the benefits associated with SOA, is the independent platform. Although, it is represented using standard interfaces, any language can be used to write the implemented service. Despite this is a great advantage, it is not easy to handle the whole system without partitioning.
Reengineering Processes for Migration to SOA
Environments: SOA enables existing legacy systems to represent their functionality as services, as it has characteristics of loose coupling, published interfaces, and standardized communication model. Feasibility, risk, and cost are three main factors should be physically analyzed when migration is done onto the legacy system although the great value of it. Also the legacy code identification and extraction of services are too important 4. Transition Patterns for Service-Oriented Systems:
SOA enables systems to be modernized incrementally and this is one of the various advantages of it. The components of legacy system are being replaced incrementally with newer components using Web Services technology. To initially access the new services, service consumers have to be modified once only if the interfaces remain stable. The minimization of "throw-away" cost and effort to provide intermediary system states is main difficulty of incremental migration. 
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