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Abstract
The current implementation of the SysML tends to be design-centric with minimal support for activities upstream of 
design such as product line engineering, goal conflict resolution and hazard/threat modeling. Furthermore, currently 
provided extensions, such as those for business modeling, tend to be narrowly focused. This paper describes ongoing 
research in providing systems engineering support for activities that take place prior to system requirements 
definition, including resolving goal conflicts, identifying and mitigating potential hazards and threats, and specifying 
features and feature variations in product lines. A new modeling language is proposed (referred to as the Unified 
Requirements Modeling Language). The core concepts of a single meta-model for requirements engineering are 
presented alongside exemplary usage showing the power of the language together with its graphical notation. The 
meta-model, for the first time, proposes a formal relationship between various types of actors, goals, requirements, 
product line components, and hazard and threat modeling artifacts that integrates with both UML and SysML.
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1.  Introduction 
Requirements elicitation and engineering activities for systems engineering projects have to take a 
wealth of information into account. Increasing with the size of the project, the information coming from 
executive officers, project managers, product managers, and end-users has to be analyzed by different 
experts like hazard analysts, business analysts, IT security experts, product line engineers, and systems 
engineers. Information on changes has to be circulated among the experts who in turn have to decide 
whether these changes might have an effect on the part of the system they are contributing to. 
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At the very beginning of a project, this information has to be captured quickly but comprehensively. 
Stakeholders high in the customer’s organizational hierarchy prefer to have a single point of contact at the 
solution provider’s company. Most often they do not have much time to discuss every single detail of the 
product. Nevertheless, they have a lot of information to convey during that short amount of time. So it is 
vital that the lead engineer can grasp as much of the information offered by the customer representative as 
possible in a very small amount of time. The details may then to be discussed among experts from both 
sides on an operational level. 
For facilitation of the capturing process, a method is needed in which the lead engineer can 
comprehensively create and edit various pieces of information related to requirements engineering. In the 
past, different tools were offered that required elaborate tracing mechanisms or were not integrated at all. 
This complicated the interchange of information between different project repositories. 
Inspired by well-known modeling languages like UML [1] and SysML [2], we believe a modeling 
language should contribute to a more comprehensive solution. UML and SysML however are design-
centric, i.e. they focus on the technical description of the envisioned system, and not on the upstream 
rationale for the requirements. We envision a requirements-centric modeling language that allows 
capturing the essential information regarding requirements engineering that is used in early project
phases. Creating models in this language allows the lead engineer to negotiate with the customer and 
efficiently distribute that information to the experts that need to know about it – and let them know about 
the context throughout the early iterations of the project. By keeping the essential information in one 
model, early fragmentation of knowledge is prevented and a holistic view on the system is provided. 
In order to achieve this vision, we propose the Unified Requirements Modeling Language (URML). 
Besides essential system and process modeling aspects, the URML encompasses danger modeling, feature 
modeling, and goal modeling. Based upon a recent critique on the visual effectiveness of existing 
modeling languages [3], the URML also includes expressive icons to depict its core concepts. Given its 
focus on graphical notation, the URML can be considered a ‘visual modeling language’. Furthermore, it is 
designed to integrate with existing modeling languages such as UML or SysML so that various analysis 
and design models can be seamlessly integrated.
2. Related Work 
The initial vision for the URML was described by Berenbach and Gall [4] and Berenbach and Wolf 
[5]. Regarding the current effort to create such a language, an earlier version of the meta-model was 
described in [6]. 
A similar effort is undertaken by Glinz, who envisions a very lightweight modeling language (VLML) 
[7] which is described in more detail in a technical report by Glinz and Wüest [8]. The technical report 
states the VLML should be adequate for the capture of “early requirements”. Both papers refer to Glinz’ 
year 2000 analysis of UML as a requirements modeling language [9] to support the claim that UML is not 
well suited for “the needs of industrial requirements engineers”. This approach seems to be the closest (of 
the works presented here) to our work. Compared to the UML, VLML’s graphical concrete syntax has a 
small set of elements. A meta-model is not presented explicitly in in either of the two papers. It has to be 
noted though that Glinz states in [7] that the VLML is still in a preliminary stage so the language might 
be subject to future extension. 
Another language that deals with early phase requirements engineering is the User Requirements 
Notation (URN), which is a standard propagated by the International Telecommunication Union (ITU) 
[10]. The standard is composed of use case maps [11] and the “Goal-Oriented Requirement Language” 
(GRL) which is, according to Amyot et al. [12], rooted in i* [13] and the NFR framework [14]. The 
standard specification includes meta-models for abstract and graphical concrete syntax. Abid et al. 
provide a UML profile that extends the UML with the GRL [15]. They give however no hint how GRL 
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language elements would then be related to typical UML model elements like packages, classes, or use 
cases.
3. A new requirements modeling language 
In order to identify concepts that should become part of the URML, we mainly relied on literature 
surveys. We extracted unique concepts from the literature and put them in a taxonomy, which was 
iteratively transformed to an abstract syntax meta-model. This meta-model also was subject to multiple 
iterations; lastly it was changed after getting feedback from requirements experts at Siemens. According 
to Selic [16] and Kleppe [17] a modeling language specification consists mainly of an abstract syntax, a 
concrete syntax, and semantics. When modeling (i.e. “speaking” the language) the language user 
instantiates the concepts specified in the abstract syntax and uses the notation defined in the concrete 
syntax. The shared understanding of what such an instance (i.e. a model) means is achieved through a 
general explanation how sentences (i.e. diagrams) of the language are to be interpreted. This is called the 
semantics of the language. In this paper we focus on the abstract syntax of the URML by introducing its 
core concepts. In order to structure the presentation, we partition the concepts of the URML into four 
connected domains (system and process, danger, feature, and goal) and describe each domain in one 
paragraph. Meta-class names are presented once in italics and camel-case, after which we use the more 
legible lowercase form.
System and process modeling characterizes the system according to its processes and how these 
satisfy requirements. A Process describes the system with regards to its usage, and describes the 
necessary steps to achieve something. It also describes the objects used in these processes; such as objects 
the users interact with, objects that represent internal state, and agents that control the processes. 
Requirements are properties or qualities the system needs to fulfill. They can be ranked and prioritized. 
We name a requirement regarding properties FunctionalRequirement and one regarding qualities 
QualityRequirement. To relate the quality requirement to ISO 9126 [18], we added the possibility of 
categorizing them by a QualityRequirementType enumeration. A quality requirement may constrain a 
process, which may in turn require a functional requirement in order to work. A process has pre- and post-
conditions. It is a generalization of BusinessProcess and UseCase and can be related to other processes 
via “include” and “extend” relationships (similar to UML). A business process provides a black box view, 
showing how systems are used within an organization. A use case provides a white box view, describing 
the interaction between systems as well as with their internals. Processes can logically be grouped by 
means of a composite pattern that consists of the mentioned (abstract) process, a ProcessGroup, and the 
common abstraction ProcessGroupComponent. ServiceProviders control such process group components. 
They can either be humans, machines, or software. An Actor is a stakeholder who directly interacts with 
the system. An actor can participate in or initiate a process group component via a BoundaryObject. A 
boundary object accepts input by actors and can possibly display the responses of the system. A process 
group component may also produce EntityObjects, i.e. artifacts that are the result of the processes and 
model information relevant to the system. The relationships to concepts of other domains are as follows: 
Requirements can realize the mitigation of dangers. Quality requirements may constrain features. 
Functional requirements can be used to detail features. Use cases also detail features. A process can 
trigger a danger.
The focus of danger modeling is to incorporate hazards and threats directly into the requirements 
model. This is especially important in domains where people may suffer physical harm. The main concept 
in the danger model is Danger itself, which is anything threatening the system or its users. It has a 
probability with which it occurs and a severity describing the magnitude of its impact. Dangers posing 
financial risk are modeled as Threats, whereas physical risks are modeled as Hazards. Hazards are typed 
by their source (e.g. electrical, mechanical). Dangers may threaten stakeholders, service providers, or 
assets, which we summarize under the term HarmedElement. Assets model items of financial value. 
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Harmed elements can be protected by Mitigations, which are either procedural or requirements-based. A 
ProceduralMitigation mitigates the danger by imposing a procedure to be followed, e.g. safety 
instructions in a manual. A RequirementMitigation is realized by a requirement, which mitigates the 
danger technically. In addition to harmed elements, processes can also be vulnerable to a danger, showing 
weak points of the system.
Feature modeling deals with the modeling of product lines, products and their contained features. A 
Feature is a user visible property of the system. Features can be grouped with the help of a composite 
pattern, with the inner nodes modeled as FeatureGroups and the common abstraction as AbstractFeature. 
A feature group is indeed only used for grouping purposes. The abstract feature allows for product line 
modeling since the selection of one feature can require the (mandatory or optional) selection or exclusion 
of other abstract features. A ProductLine, which is a kind of feature group, determines the root of a 
feature tree. A feature tree describes possible product variations. A relationship between a product line 
and a Product determines which products can originate from a product line. A feature enables business 
processes, i.e. it is a necessary component for their execution. A feature contributes to a goal if the user 
visible property helps the stakeholder reach that goal.
Goal modeling is used to capture rationale for the motivation of various stake- holders of the system 
and how they can best be addressed. A Goal is “a condition or state of affairs in the world that the 
stakeholders would like to achieve” [10]. It can be hard or soft, depending on whether there is a 
description of how to quantify success in reaching the goal. Such a description is called an 
AssessmentSketch. Goals are expressed by Stakeholders. A stakeholder is a person interested in the 
outcome of the system. A stakeholder can either be an actor, an internal user of the system, a Customer, 
who is a person who pays for the system, or a BusinessStakeholder, which is any person with a 
commercial interest in the project’s success. Stakeholders can form hierarchies, which can be expressed 
by the “reports to” relationship. They also have different importance, expressed by the weight attribute. 
Goals can also be derived from Requests, which are wishes and suggestions expressed by stakeholders. 
Requests can also yield requirements. Since Goals do not exist in isolation, they can be connected via 
GoalRelationships, namely GoalContribution, which describes several levels of goal interaction and 
GoalDecomposition, which introduces a hierarchy of goals. The goal contribution relationship has an 
attribute signifying the strength of the contribution.
4. Exemplary use of the URML
In our example we examine the requirements of an automatic window lift in a car. If a child whose 
head is in the way of the window accidentally steps on the “window up” button, the closing window could 
choke the child. This is captured as a mechanical hazard. To mitigate the hazard and satisfy the parent’s 
goal of child safety, we introduce a new feature “Pressure sensor” to the system. This feature is further 
detailed in a functional requirement, which realizes the mitigation protecting the child.
This showcases how concepts from different domains are involved in describing the system. Instead of 
working with different tools to capture this and maintaining explicit traces, we can immediately make 
sure the danger is appropriately taken care of. We also see which goals influenced our requirements 
analysis, without the pressure sensor the goal of “Child safety” would not have been satisfied. The model 
also allows for further additions, e.g. the electric window lift could be part of a product line’s feature tree.
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5. Conclusion
The URML is work in progress. In this paper we outlined the vision that it shall realize, presented its 
core concepts, and gave examples of how the language could be used, showing the current state of its 
graphical concrete syntax. The language was partially described through the explanation of the core 
concepts of its abstract syntax meta-model. That abstract syntax seems to be quite stable at the moment, 
as we did not come across major additional concepts in the past months. While the graphical concrete 
syntax is still missing expressive visualizations for relationships, the icon set we are using for the 
visualization of the meta-classes is also quite stable. No work was done yet concerning a formal 
specification of the semantics of the language. With regards to interfaces to other languages, we can state 
that it is possible to transform the meta-model into a UML profile. However, how that profile should 
exactly look like and what UML base-classes should be extended is subject to current examination. For 
the integration with SysML we want to proceed analogously. Integration with special purpose languages 
like the URN is on the roadmap, but not yet initiated. We are currently planning to evaluate the URML in 
industrial projects, to increase maturity of the language and as a basis for an empirical evaluation.
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