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Abstract
Software development industry has witnessed the growth of the agile movement and approaches. Applying the agile approaches and practices
in the distributed environment will lead to gain a lot of benefits such as reduced costs, higher efficiency and better customization, on the other
hand it will face many challenges for example working in different time zones, requirements changes, personal selection and knowledge
management. In order to gain these benefits, it should address the challenges that will face the agile approaches in a distributed environment.
One of the main challenges is managing the requirements changes during the process of distributed agile software development. Only few
researches published in the literature, addressed the problem of requirements changes during the development process in distributed agile
development. Most of the published researches in this context are based on industrial experiences which increases the need for combining the
industry with academia within this area. In this paper an approach to manage requirements changes in distributed agile development is
introduced. This suggested approach works to fill the gap between the industry and research in distributed agile development by combining the
industrial practice and academic technique. This approach is based on a proposed feature model called a features tree. The approach is associated
with a supporting software tool that helps to manage the requirement changes in distributed agile development. The supporting tool is tested and
evaluated in real environments by software development professionals using an exhaustive set of criteria, and the results are promising.
© 2017 Faculty of Computers and Information Technology, Future University in Egypt. Production and hosting by Elsevier B.V. This is an open
access article under the CC BY-NC-ND license (http://creativecommons.org/licenses/by-nc-nd/4.0/).
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1. Introduction
One of the main challenges that face the process of soft-
ware requirements is the communication between the onshore
and offshore sites in distributed teams. To reduce iteration
time at the offshore site requires more efficient communica-
tion with the onshore site. Previous knowledge in certain
domain is very important to understand software requirements.
Agile methods are considered to be a good solution when
they work in small iterations to deliver complete software
solution at the end of these iterations. The Agile development
aims to increase the team effectiveness, by reducing time of
exchanging and sharing information between people [1].
Another aspect of Agile is minimizing the delivered
documentation.
In distributed agile, the development activities are divided
into two categories: onshore activities and offshore activities
[2]. One of the main reasons why the software projects are
deployed at offshore is that by taking advantage of cheaper
labor, facilities and talented workforce [2]. Reducing the
development cost is one of the main advantages that can be
achieved using offshore development [3]. Distributing the
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development processes between offshore and onshore sites as
in distributed agile development will issue the communication
challenge. The communication challenge between customers
and onshore team from one side and the development team at
the offshore on the second side arises from the difficulty to
settle face to face meetings and discuss different project issues
according to the difference in physical location and hence
different geographical areas and time zones. The main chal-
lenges in distributed agile are communication, knowledge
management, cultural diversity, time differences and changes
of requirements [4].
This paper introduces an approach for distributed agile
development to manage requirements and their changes during
the development processes. This approach works to fill the gap
between the industry and research in distributed agile develop-
ment by combining the industrial practice and academic tech-
niques. The suggested approach is based on a feature model [5]
using a feature tree. The feature model is originally introduced
tomodel the commonality and variability in domain engineering
phase of software product line development A supporting tool is
developed to help managing software requirements changes. Its
main objective is to mitigate some of the challenges facing
distributed agile development. The supporting tool is tested and
evaluated in real environments.
The rest of this paper is organized as the following, Section
2 introduces the basic concepts of the feature model and the
authors' extensions to it. Section 3 illustrates the construction
process for the features tree. Section 4 presents how to use
features tree in distributed agile. The supporting tool is
introduced in Section 5. Section 6 presents the evaluation of
the supporting tool.
Section 7 presents conclusion and future work.
2. Feature model
Feature modeling is an approach to model software re-
quirements with height complexity and expressing several
requirements in features and structure them hierarchically in
feature diagrams. The development of software families or
product line requires a comprehensive understanding of the
domains. A detailed and thorough analysis of the domains
must be performed and the results have to be documented in a
consistent form. There are number of analysis methodologies
exists in the literature, such as Organization Domain Modeling
[4], Feature-Oriented Domain Analysis [6], and Domain-
Specific Software Architectures [7] are the most popular ones.
Fig. 1 represents an example of the feature model for a
simple web registration system. The web registration system
consists of three main features: Two mandatory features which
are registration and login features, and one optional feature
which is the authentication feature. The registration feature
contains two mandatory features name and birth date and also
contains two alternative features username and mobile num-
ber, the last feature is email and it is an optional feature. The
second main feature is the login feature which contains one
mandatory feature password and two alternative features
username and mobile number features.
The selection of Username feature in Login feature requires
the selection of Username feature in Registration main feature,
as well as the selection of Email feature requires the selection
of Email feature in Registration main feature. The third and
last main feature is authentication feature and it is an optional
feature. Authentication feature contains two alternative fea-
tures: Email Authentication and SMS authentication. The se-
lection of the SMS feature requires the selection of Mobile No.
feature and the selection of Email in Authentication requires
the selection of Email in Registration feature. The feature
model of web registration system can satisfy the requirements
for more than one application in the domain of web registra-
tion and that what is called the molding requirements for a
family of systems or product line.
The feature model is used to model variability for a family
of systems or product line in a specific domain. In our case we
won't do that. The aim of our approach is to model the re-
quirements for single software application in distributed agile
environment. The software requirements in this case are sub-
ject to change from time to time during the development
process. We aim to adopt the feature model to manage the
requirements' changes and represent these changes as vari-
ability to study the impact of these changes to the other re-
quirements which is called requirements dependency. On the
other hand modeling requirements changes will help the
offshore development team to understand the new re-
quirements and the possibility of development. In the next
section we will introduce our suggested feature tree which
contains some modifications to the feature model to support
the process of managing requirements changes in the distrib-
uted agile development.
The adoption process of feature model will include new
notations. All requirements will be modeled as a mandatory
feature with considerable concentration on the relation be-
tween requirements which is called requirements dependency
in the form of Implication and Exclusion relationship. There is
no need to indicate the optional, mandatory or alternative re-
quirements which is used in product line. To manipulate and
manage requirements' changes the authors suggest new nota-
tion to represent the processes of adding, updating and delet-
ing requirements. Table 1 presents the suggested notations to
maintain and control the requirements' changes processes
which will be represented in the feature tree in next section.
3. Features tree
The process of constructing the feature tree consists of two
main steps. The first step aims to construct the initial form of
the feature tree. The initial form of features tree will contain
all candidate requirements. Fig. 2 shows an example of the
initial feature tree.
The second step is managing the requirements changes.
After each iteration the development team will take the deci-
sion of approving the new changes or preventing it using the
approval and prevention notations which presented in Table 1.
The change management process can be summarized in three
activities. a) Modification of requirements in the form of
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adding, deleting, and updating. b) Controlling of changes in
the form of approve or prevent. c) Keep tacking of dependency
relationship between requirements in the form of implication
and exclusion.
4. Features tree in distributed agile
To introduce a complete distributed agile approach with
requirement change management, the authors combined the
suggested feature tree with The New Agile Process for
Distributed Projects (NAPDP) [8,9]. NAPDP is an approach to
handle Global Agile Development (GAD); it provides benefits
to the domain knowledge exchange and proposes a better
branching and release management. It also provides a set of
best practices, helping to link design, test approaches and
tools, which help to maintain a software architecture.
NAPDP is based on exploring different approaches which
follow the agile development models and the agile manifesto.
Fig. 1. Web registration feature model.
Table 1
Extended feature model notations.
Type Semantic Notation Type Semantic Notation
Add Add new child feature. Delete Delete existing child feature.
Update Update existing child feature. Approve
modification
Approve deleting,
adding and updating.
Prevent
modification
Prevent deleting,
adding and updating
Exclusion Indicates that both features
cannot be selected in one
product configuration and
are therefore mutually exclusive
Implication If one feature is selected the implied
feature has to be selected as well,
ignoring their position in the feature tree.
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NAPDP has combined the most appropriate methods and best
practices from Rational Unified Process (RUP) [12,13],
Extreme Programming (XP) [10], Scrum and Rapid Object
Oriented Process for Embedded System (ROPES) [11]. The
suggested approach has taken the advantages of NAPDP and
combined these advantages with the suggested feature tree.
The proposed approach consists of two main phases: Project
Initialization and Development Cycle, each phase contains
several steps.
Project initialization phase
During the project initialization phase the project manager
and requirements engineers capture requirements from the
customer/stakeholders. Many planning activities are also
conducted in this phase. This phase consists of the following
three steps:
1) Project planning
At the earlier project meetings, several activities are con-
ducted: project planning and scheduling, allocation of re-
sources, development strategies including development plan
and configuration management.
2) Requirements Engineering
In this step requirement engineers capture requirements
from different resources such as domain experts and stake-
holders. The requirements engineers are also responsible for
eliciting, analyzing, specifying, validating requirements and
building the initial features tree.
3) Creating the Prioritized Feature Lists
In this step the Prioritized Feature Lists are created. Each
list will be implemented in a development cycle iteration and
integrated into the system. Project manager, software architect,
test and quality manager, feature designer, requirements en-
gineers, configuration manager and executive programmers,
all are involved in this step.
Development cycle phase
In development cycle phase a certain number of features are
implemented. During each development cycle iteration the
detailed feature tree is maintained. Features are designed,
implemented, and tested. A quick prototype of the imple-
mented features is delivered for customer evaluation at the end
of each iteration. In the following section we will explain each
step in more details.
1) Analysis
Each development cycle iteration starts with analysis step.
This step includes requirement analysis, architecture analysis
and object analysis.
2) Maintaining Feature Tree
The process of maintaining feature tree includes adding
new features, modifying or updating existing features and
deleting existing features. The maintenance process includes
also the approval of the requirement change and the tracking
of dependency relationship between requirements.
Fig. 2. Example of the feature tree.
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3) Design
After the analysis is completed and the new requirements
changes are maintained in the feature tree, the process goes to
the design step. This step starts from architectural design.
4) Implementation
The implementation step translates features into achievable
solution. The developers write the required code to develop the
features.
Fig. 3. The phases of suggested approach.
Fig. 4. The activity diagram of supporting tool.
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5) Test
The test phase assures that the features are already designed
and implemented correctly. This step starts after all developers
completing the process of writing codes. Test results are evalu-
ated and sent back to re-implementation in case of test failure.
6) Advance
In this step the customers are involved with development
team to evaluate the developed features. The development
team can subsequently review the codes and edit it if needed
based on the customers' comments. Fig. 3 shows the phases of
the suggested approach.
5. The supporting tool
To help in applying the suggested approach a supporting
tool is designed. It concentrates on managing the requirements
changes in distributed agile development. The tool takes into
consideration the nature of distributed agile such as the
different geographical locations of the development teams,
communication between development team and knowledge
management. It is a web based tool intended to facilitate and
manage the requirements modeling and changes in all phases.
It starts capturing requirements from the project initiation
phase and keeps track of requirements and its changes during
all next steps and iterations. The tool also allows the project
manager to keep track of the status of features in each
Fig. 5. Maintaining feature tree in supporting tool.
Table 2
Evaluation criteria.
No. Criteria Description
1 Concept Does the tool provide mechanism to
manage the requirement changes
during the distributed development
process?
2 Design The Team members need to evaluate
the design of the tool to cover the
following aspects:
 Look and feel,
 Navigation,
 Relation between requirements.
3 Usability How easy to use the tool in different
projects?
4 Capability Does the tool have the required
capabilities to support the
development steps in the two
development phases?
5 Security Is the tool secure for multi-user
environment?
6 Traceability Can the tool trace the project status?
7 Accessibility Is the tool accessible from different
geographical areas?
8 Multi-user Will the tool support the usage of
multi-user in the same time?
9 Configurations What is the required configuration to
install and use the tool?
10 Generality Can it used in different type and size
of software projects?
11 Tasks assignment Does the tool provide capability to
assign development takes for each
task in the development process?
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development step. Fig. 4 represents the activity diagram of the
supporting tool.
Project manager works closely with different parties of
stakeholders and development teams to identify the develop-
ment members, and then the project manager assigns each
member to a team. After that the requirements engineers
create the initial form of the feature tree, constraints among
features are also defined by them. Project manager is involved
again in creating the prioritized feature list, each feature list
will be assigned to one team. The distributed teams will be
involved to record each finished features from the prioritized
list in each development cycle step starting from analysis step.
The development teams also maintain and record the re-
quirements changes into the feature tree. The development
teams keep recording finished features in all steps and the
project manager will be able to monitor and track the finished
features at each step with the progress of the project. The final
step is the acceptance which conducted closely with the
customer. Fig. 5 demonstrates how the supporting tool can
maintain feature tree.
6. Evaluating the supporting tool
To evaluate this work, we have contacted several software
development organizations in Egypt who might be interested
in the area of distributed agile development. One of these
organizations is the IT department of the National Research
Center (NRC) in Egypt. The main responsibilities of the IT
Table 3
Findings.
No. Criteria Description
1 Concept  The concept of feature is a good idea, which provides flexibility to the development team to
represent requirements and trace the features at the development steps.
 The relations between requirements are represented by the cross tree constraints which
maintain the dependency between requirements.
 The tool allows the development team to have an overview of the project underdevelop-
ment, with focus on the assigned work.
 The tool works as a single controller to manage and control the progress of the
development.
 Constructing the features tree requires a lot of effort at the beginning of the project, and
maintaining the feature tree at the development cycle phase also requires a lot of effort and
time as well. The consumed time and effort for constructing and maintaining feature tree is
acceptable in the light of managing the requirements changes.
2 Design  The tool is developed as a web based with simple graphical user interface.
 It has a navigation menu to facilitate the movement from page to another.
 The requirements represented hierarchal in parental relationship, which gives a reasonable
and traceable representation of requirements.
 The cross-tree relations between requirements are represented by the implication and
exclusion constraints. These constraints allow the maintaining of requirements outside the
parental relationship.
3 Usability  The tool is easy to use in large project, and the navigation between features is easy as well.
 Easy in use make the tool more usable.
4 Capability  The tool provided a clear and simple mechanism for managing requirements in distributed
agile development.
 The tool is divided into two parts; each part is representing a phase of the development
according to the proposed approach.
5 Security  The tool is secure; each team member has his own access password and username.
 The project manager, team leaders and team members have different level of permission to
access the tool.
6 Traceability  The tool provides mechanism to trace all steps at the development phases.
 It also traces the completed and uncompleted feature for each iteration.
7 Accessibility  The tool is a web based application and can be hosted on the internet and accessed from
anywhere and anytime.
 The tool takes the advantages of the web applications.
8 Multi-user  The tool supports the access of multi-user at the same time.
 The tool could be accessed from anywhere.
9 Configurations  The tool requires a web server to host the web application; in this case it requires the
Microsoft Internet Information Server (IIS).
 The tool stores the data into Microsoft SQL server database which must be installed as
well.
10 Generality  The tool used in the development of a Document Management System, which is considered
as a database systems with medium size.
 The tool approved its ability to manage the requirements changes in the context of
distributed agile development.
11 Tasks assignment  The tool doesn't provide capability to allow the team leaders to assign tasks to the
development member.
 The team leaders are responsible for entering the development data while the development
members are able to view and retrieve these data.
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department are developing, maintaining, replacing, and
upgrading the software systems for the NRC. NRC is the
largest research center in Egypt which has more than 4000
researchers working in different trends of research. The IT
department at The NRC showed an interest for evaluating and
validating the supporting tool since there is an increasing need
for working in distributed development environment. They
were about to develop a Document Management System
(DMS), the system goal is to initiate, track, manage and store
documents in order to reduce paper work. The development
teams are located in different building and branches of the
NRC; each team is responsible for covering and satisfying the
software needs of certain sectors.
Evaluation criteria
After conducting several meetings with the project manager
and the team leaders to identify the evaluation criteria, they
agreed for these evaluation criteria: concept, design, usability,
capabilities, security, traceability, accessibility, multi-user,
configurations, generality and tasks assignment [14,15].
Table 2 presents the evaluation criteria with more explanation.
Evaluation teams responsibilities
The responsibilities of the evaluation teams are:
 Elicit and collect requirements from different users.
 Identify the feature of requirements, or translate the user
requirements into features.
 Build the feature tree.
 Initiate constraints between features.
 Assign features to different development team; each set of
features will form an iteration.
 Estimate the time required for each iteration, according to
the project manager vision and the complexity of the
features.
 Review and maintain requirements in each iteration, and if
needed update the features tree.
 Maintain the relation between features at the development
cycle phase.
 Keep track with finished feature at each step in the
development phases.
Findings
Table 3 introduces the finding of the tool according to
development teams' evaluation.
Recommendations
Table 4 presents the recommendations for the tool which
will increase the functionality and usability of the tool in
future.
Evaluation summary
The concept of feature is a good idea and it could be
customized according to the project nature, it provides flexi-
bility to represent requirements. The relations between re-
quirements are represented by the cross tree constraints which
maintain the dependency between requirements. The tool
proved its ability to manage the changes of requirements in
distributed agile development. It is easy to use and requires
reasonable configuration for installation. It allows the devel-
opment team to contact and cooperate in single place; it also
provides a clear framework for working in distributed devel-
opment. The proposed approach has managed the changes of
requirements and proved its ability to maintain the consistency
of the requirements. The tool needs to extend its functionality
to handle some of the project management tasks like task
assignment and graphical follow up. The set of presented
recommendation will enhance the functionality of the tool and
will increase its usability.
Table 4
Recommendations for the supporting tool.
No. Criteria Description
1 Concept  The tool needs to extend its functionality to consider assigning tasks to the development
member.
 The tool needs to add some reports to measure the performance of the development team.
2 Design  The development teams prefer to show the web application messages in popup windows rather
than a text on the web page with red color.
 The development teams asked to add favorite menu, which will contain the frequently visited
pages of the web application.
3 Usability  The tool won't be usable without the knowledge of the approach.
 The tool available only on English and it will be more usable if it supported more languages.
4 Capabilities  Extend the functionality of the tool to consider assigning tasks to the development member.
 The tool should notify the project manager in case of the changes in the feature tree.
5 Security  The tool should notify the users with their security levels.
6 Tractability  The tool doesn't have graphical figures to represent the progress of the project.
7 Generality  The tool approved its ability to manage the requirements changes in the context of distributed
agile development for database applications.
8 Tasks assignment  The tool doesn't provide capability to allow the team leaders to assign takes to the development
member.
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7. Conclusion and future work
This paper studied different approaches and practices for
GAD. The authors discovered that there is a lack for managing
requirements changes practices and approaches in GAD. The
majority of the existing research in the literature, are in the form
industrial experience reports. This paper has combined the
feature model with an industrial approach in order to provide a
solution that can manage requirements in GAD. The authors
have modified the feature model to handle the requirements
changes process. The modified feature model used to model
requirements for single system and manage its changes, while
the original feature model is used mainly in modeling a family
of systems or software product line. Themodified featuremodel
is called here a features tree. The features tree is integrated with
NAPDPwhich is an approach for distributed agile development.
NAPDP consists of two phases, project initiation phase and
development cycle phase. Managing requirements changes take
place in the two phases, it starts with a project initiation phase
and continue through a development cycle phase. This approach
is associated with a supporting tool to aid its theoretical vision.
The tool is a web based tool to support the distributed agile
development. The tool helps to manage the requirements
changes and helps the project manager to keep track of project
status at the two phases. The supporting tool is evaluated in a
real environment at NRC. The project used in the evaluation
was a document management system which is medium size
database system. The findings of the evaluation are encouraging
since they are based on exhaustive set of criteria developed by
professional software developers.
In the future, the authors are going to use the tool in
different projects to enhance its performance and to provide it
with more functionalities. Applying the tool evaluation rec-
ommendations will enhance the usability of the tool, and will
make it able to be used in many software projects with
different sizes and domains.
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