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1 问题的描述与分析
Josephus( 约瑟夫 ) 问题是一个经典的组合数学问题 , 其描
述形式甚多 , 如古罗马的 Josephus 奇想和传说、日本的继子立、
我国的八仙排座和十三鼠戏猫等问题 , 都是 Josephus 问题的不
同描述形式。Josephus 问题的一般描述形式如下 :
设有 n 个人围成一个圆圈 , 并依次编号为 1, 2, ⋯ , n。要求
从编号为 s 的那个人开始报数 , 报数到 m 的人出列 , 然后从出
列的下一个人重新开始报数 , 报数到 m 的人又出 列 , ⋯⋯ , 直
到所有的人都出列( 或只剩下一个人) 为止。对于任意给定的自
然数 n, s 和 m, 试给出这 n 个人的出列次序。
上述描述形式的 Josephus 问题已经得到解决 , 可以检索到
许多种算法描述。在这些算法中 , 主要是利用一维数组或者循
环链表进行求解。
利用一维数组求解 Josephus 问题时 , 数组的大小 ( 即数组
元素的个数) 由 n 的值确定。因此 , 在定义数组之前 , 必须先给
定 n 的值。这个先决条件限制了这类算法的实用性 , 因为在许
多应用领域 , 事先不必知道 n 的确切值 ( 可在算法的执行过程
中计数 n 值 , 参考下面的“算法设计”一节) 。在 C/C++环境下 ,
定义数组的大小 , 要求使用常量或常变量 , 为了适应 n 值 , 内存
经常需要“大开小用”( 不可能使用修改源代码的方法) , 浪费存
储资源。此外 , 如果需要输出字符型数据( 如姓名或字符类型的
编号等) , 则需使用二维数组进行描述。但利用数组求解 Jose-
phus 问题的算法比较简练 , 易于描述。
利用循环链表进行求解 Josephus 问题 , 是一种比较理想的
方法 , 主要体现在 : ( 1) 一个循环链表可以被看成是一个圈 ( 如
图 1 所示 , 其中 , L 为表头结点 ) , 直观性强 ; ( 2) 一般采用动态
分配内存的方法建立循环链表( 即“按需分配”) , 可节省存储空
间 , 而且不必事先给定 n 的值 , 实用性强 ; ( 3) 从循环链表中的
任何一个结点出发 , 沿指针指向进行搜索 , 可以访问到链表中
的所有结点 , 即利用循环链表求解 Josephus 问题是可行的 ; ( 4)
“人员出列”相当于输出链表中的结点元素值并释放该结点。释
放结点可以缩短链表的长度( 即可降低算法的时间复杂度) , 且
有利于存储资源的再利用。但利用循环链表求解 Josephus 问题
的算法相对较复杂 , 算法的设计需要一定的技术和技巧。
综合上述分析 , 将 Josephus 问题的描述形式修改如下 , 它
更具备通用性和实用性 :
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图 1 循环链表示意图




与第一个数据相邻接) 。要求从第 s 个数据开始计数 , 计数到 m
时弹出该数据 , 然后从它的下一个数据重新开始计数 , 计数到
m 时又弹出该数据 , ⋯⋯ , 直到弹出序列中的所有数据( 或只剩
下一个数据) 为止。对于任意给定的自然数 s 和 m, 试求出这组
数据的弹出次序。
这种描述形式的 Josephus 问题隐藏了 n 值 , 而且对数据类
型没有具体要求 , 数据元素可以是整型数、实型数、字符 , 或字
符串型数据 , 甚至还可以是结构体 , 通用性好 , 实用性强。
2 算法设计
算 法 的 基 本 思 路 是 , 假 设 源 数 据 保 存 在 一 个 文 本 文 件
Josephus.txt 中。先从 Josephus.txt 文件读取数据 , 建立一个按数
据元素值递增的循环链表 L, 并计数数据的个数 n; 然后根据给
定的 s 和 m 值, 按照 Josephus 问题的要求依次弹出这 n 个数据。
( 1) 目前的许多管理数据 都 被 存 放 在 象 Word、Excel 或 数




( 2) 在许多应用系统中 , 关键字通常是一个含有分类性质
的数据项( 如中图分类号) , 因此 , 根据数据元素值的递增( 或递
减) 顺序建立循环链表 , 能够较好地分类数据。它除了易于查找
或校对数据元素之外 , 还能使弹出的数据序列更具备均匀性。
( 3) 由于数据的个数 n 是在建立循环链表时确定的 , 它是
一个隐形值 , 因此 , 可以将 n 定义成一个全局整型变量 , 有利于
简化算法设计。
( 4)“弹出的数据序列”( 即求解结果) , 可以直接输出 , 也可
以将它保存到某个数据表中 , 以备进一步的利用 ( 参考下面的
“应用实例”一节) 。
( 5) 链表类型定义如下 :
定义数据元素类型 ElemType;
typedef struct LNode {
ElemType info; //数据元素域
struct LNode *link; //指针域
}*LList;
( 6) 为节约运行时的内存开销和提高算法的执行效率 , 都
给出非递归算法的设计与实现。
下面将用类 C 语言描述相关的算法设计。
2.1 根据文本文件中的数据 , 建立一个带头结点的、
按数据元素值递增的循环链表
算法基本步骤 : 从 Josephus.txt 文件中逐行读取数据 , 计数
n 值 , 并根据数据元素值 , 将它插入到循环链表 L 中的相应结
点上 , 使 L 保持递增性质。
例如 , 在图 1 所示的 a1 结点和 a2 结点之间插入结点 p, 结
果如图 2 所示( 先将 p 结点的指针指向 a2 结点 , 再将 a1 结点的
指针修改成指向 p 结点) 。
算法通过 CreateJosephus( ) 函数实现 , 当链表建立成功时 ,
函数返回值为 1, 否则返回值为 0。
bool CreateJosephus( LList &L) {
n←0; //结点个数 n 的初值置 0
ifstream sfile( "Josephus.txt", ios: : nocreate) ;
//说明一个输入文件流对象 sfile
//并以文本方式打开 Josephus.txt 文件
if( ! sfile) return 0; //文件不存在时返回 0 值
L←new LNode; //动态分配一个链表结点
if( ! L) return 0; //分配不成功时返回 0 值
L- >link←L; //建立空循环链表
LList p, q, r; //定义链表结构变量
ElemType buf; //定义一个临时变量
//从文本文件中读取一个数据并存入变量 buf
//如果 buf 非空 , 执行 while 循环体内的操作:
while( sfile.getline( buf, 256) ) {
p←new LNode; //新分配一个结点
if( ! p) return 0; //分配不成功时返回 0 值
p- >info←buf; //将 buf 的值存入数据域
//找到 p 结点在链表 L 中的插入位置:
q←L;
r←L- >link;
如果 r- >info 的值小于 p- >info 的值:
q←r; //继续比较下一个结点
r←r- >link;
//将结点 p 插入循环链表 L:
q- >link←p;





return 1; //链表建立成功 , 函数返回 1 值
} //CreateJosephus 算法结束
CreateJosephus( ) 函 数 的 时 间 复 杂 性 主 要 决 定 于 while 循
环 , 因此 , 算法的时间复杂度为 O( n) , 其中 , n 表示 Josephus.txt
文件中数据的行数。
2.2 根据 Josephus 问题的要求依次弹出循环链表中
的数据元素
算法的基本步骤是 :
( 1) 当循环链表 L 为空时 , 算法结束;
( 2) 对于给定的自然数 s, 将链表指针从头结点移到第 s 个
结点( s 称为计数初值或起始值) ;
( 3) 当循环链表 L 非空时 , 执行操作:
从当前结点开始计数 , 计数到 m 时 , 输出该 结 点 元 素 值 ,
并释放该结点 , 计数弹出的结点 , 然后将指针移向下一个结点
( m 称为步长值或增量) 。
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图 3 由 n1 个黑色球和 n2 个白色球连接成的圈
算法通过 Josephus( ) 函数实现。
Josephus( LList &L, int s, int m) {
i←1; //指针移动的次数
j←1; //弹出的结点数
if( L- >link==L) return; //L 为空时 , 算法结束
LList q, p; //定义链表结构变量
p←L- >link; //指针指向第 1 个结点
//将指针移到第 s 个结点:
while( i<s) {
++i; //计数 i 值 , 即指针移动的次数
p←p- >link; //指针指向下一个结点
如果 p 是头结点: p←p- >link;
}//while










q←p- >link; //q 指向 p 的下一个结点
如果 q 是头结点: q←q- >link;
p- >info←q- >info; //拷贝数据
p- >link←q- >link; //拷贝指针
//即 p- >link 指向 q 的下一个结点
delete q; //释放结点
++j; //计数弹出的结点
}//while 已弹出的 n- 1 个结点
输出第 n 个结点元素值 p- >info;
} //Josephus 算法结束
Josephus( ) 函数的时间复杂性由起始值 s、步长值 m 和 循
环链表 L 的结点数 n 决定。由于每弹出一个结点需要计数 m- 1
次 , 总共需要计数弹出 n- 1 个结点 ( 最后一个结点不需计数 ) ,
因此 , Josephus 算法的时间复杂度为 O( s+( m- 1) ( n- 1) ) 。
3 应用实例
3.1 将 Josephus 问题应用于通用试题库的组卷算法
在通用试题库中 , 一般都含有“试题编号”和“试题内容”等
数据项 , 而且一般可以根据“试题编号”区分试题类型和题序。
不失一般性 , 可以将“试题编号”理解为( 或者是定义成) 一个字
符串型的数据项。
问题描述 : 根据通用试题库中的“试题编号”数据项 , 随机
抽取 K 个试题编号 ( 要求尽可能均匀 分 布 且 不 重 复 ) , 据 此 组
成一份试卷。
在解决“从试题库中随机抽题组卷”这个问题时 , 通常是采
用程序设计语言中提供的随机函数 , 产生 K 个随机数来实现。
用随机函数产生随机数序列存在以下缺陷: ( 1) 可能会产生重复
的随机数 ( 这一点可以通过再次产生随机数解决 , 但将增加算
法的复杂性 ) ; ( 2) 产生的随机数序列一般分布不够均匀 , 可能
导致抽出的题目集中于某一种试题类型 ; ( 3) 使用随机函数 , 很
难产生具有离散性质的字符串序列 ( 试题编号一般是分类编
码 , 如采用某些字符先进行分类 , 同类的试题再用序号区分) 。
一般地 , 随机函数适合用于产生一个随机数 , 而不太适合
用 于 产 生 均 匀 分 布 且 不 重 复 的 随 机 数 序 列 。 为 此 , 考 虑 将





容 , 因此 , 它很容易处理具有离散性质的字符串数据序列。此








将 T 和 K 定义为常变量;






则只要将 Josephus( ) 函数中的下列命令 :
输出结点元素值 p- >info;
修改为:
将结点元素值 p- >info 存入 testno[K]数组;
上节设计的算法就是所需要的组卷算法。
说明 : 因只需从试题库中随机抽取 K 道题 , 所以在调用
Josephus( ) 函 数 之 前 , 需 先 执 行“n←K; ”命 令 。 否 则 , 当 n≠K
时 , 不合题意 , 且当 n>K 时 ( 这种可能性虽然很小且 不 允 许 出
现) , 因 testno[K]数组不够容纳 n 个数据 , 将产生语法错误。
3.2 从一组给定的数据中找出某个指定范围的数据
序列
问题描述 : 假设有 n1 个黑色球和 n2 个白色球排列成一个
圆圈 , 黑色球和白色球分别连续排列在一起 ( 如图 3 所示 ) ; 要
求从第 1 个黑色球开始计数。试求出一个最小的自然数 m, 使
得按照 Josephus 算法弹出的前 n2 个球都是白色球 ( 特例 : n1 =
n2 =n) 。
为简化算法设计 , 将 n1 , n2 和 m 定义为全局整型变量 , 并
用字符 B 表示黑色球 , 用 W 表示白色球。据此 , 可以将链表类
型改写成如下形式 :
typedef struct LNode {
char info; //数据元素域: 存放 B 或 W 字符
struct LNode *link; //指针域
}*LList;




























































































































表 1 实例 2 的运行结果
( 1) 建立循环链表 L 的算法设计
bool CreateJosephus1( LList &L) {
L←new LNode; //动态分配一个链表结点
if( ! L) return 0; //分配不成功时返回 0 值
LList p, q←L; //定义链表结构变量
对于 i=1, 2, ⋯ , n1 +n2 , 执行下列操作:
p←new LNode; //新分配一个结点
if( ! p) return 0; //分配不成功时返回 0 值
if( i<=n1 ) p- >info←'B' ; //前 n1 个置为 B
else p- >info←'W' ; //后 n2 个置为 W
q- >link←p; //将结点 p 链入 L
q←p; //处理下一个结点
p- >link←L; //处理完结点 , 设置循环链表
return 1; //链表建立成功后 , 函数返回 1 值
}//CreateJosephus1 算法结束
( 2) 弹出 n2 个白色球的 Josephus 算法设计
运行函数 Josephus1( ) 的结果 , 将 返 回 找 到 白 色 球 的 个 数
k。如果 k=n2 , 则 m 是问题的解 , 否则需改变 m 的值 , 继续调用
Josephus1( ) 函数。
int Josephus1( LList &L, int m) {
i←1, k← 0; //设置变量初值
如果 L 为空链表 , 则算法结束;
LList p←L- >link; //p 指向 L 的第 1 个结点
while( k<=n2 ) { //当已弹出的白色球≤n2 时
循环计数到第 m 个结点;
如果 p- >info≠'W' ) , 结束 while 循环








输入 n1 和 n2 的值;
m←n1 +1; //m∈[n1 +1, n2 ]
while( m>1) {//当 m>1 时 , 执行下列操作:
如果 CreateJosephus( L) =0: 算法结束;
如果 Josephus1( L, m) =n2 : 输出结果;
当碰到第 1 个黑色球时 , m←m+n1 ;
否则 , ++m; //试探下一个 m 值
}//while 循环结束
}//main 算法结束
例如 , 输入 n1 =3, n2 =4 时 , 将求得 m=12; 而当输入 n1 =5,
n2 =5 时 , 则将求得 m=169。
4 结束语
文章首先对 Josephus 问题进行综合分析 , 并设计了基于循
环链表的非递归算法。算法的主要特点包括 : ( 1) 将文本文件作
为数据源 , 增强算法的实用性 ; ( 2) 根据数据元素值的递增顺序
建立循环链表 , 能够有效地分类数据 , 使 Josephus 数据序列均
匀分布且不重复; ( 3) 采用动态存储分配方法建立链表, 实现“按
需分配”, 可节省存储空间 , 而且比静态链表方法减少判断次
数 , 降低了算法的时间复杂度 ; ( 4) 非递归算法可提高算法的运
行效率。
基于 Josephus 问题的组卷算法 , 具有通用性强等特点 , 在
解决通用试题库的抽题问题上有其独到之处。但如何确定起点
值 s 和步长值 m, 将是组卷算法的难点。下一步准备研究多维
Josephus 问题的算法设计及其应用等相关课题。
实例“从一组给定的数据中 , 找出某个指定范围的数据序
列”的主要目的在于介绍 Josephus 问题的应用 , 还没有达到解
决问题的要求。当 n1 ≤10 且 n2 ≤10 时 , 比较容易求出 m 的值
( 参考表 1) ; 而当 n1 和 n2 都大于 10 时 , m 的值将呈几何级数增
长 , 算法的执行效率会大大降低 , 甚至难于求出结果。解决问题
的基本出路 , 应该是从建立数学模型的角度出发 , 寻求一种可
行解。( 收稿日期 : 2006 年 4 月)
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