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1. semester

Bordfodbold - THE GAME
Abstrakt
Denne rapport er en dokumentation af tilblivelsen af spillet ’Pole Soccer’. Det er et computerspil
inspireret af det populære spil bordfodbold. Ma˚let er at lave et program som er let udvideligt,
og afspejler det virkelige spil i s˚a vid udstrækning som muligt. Produktet af denne rapport er
dog ikke et færdigt spil, men en prototype der kan giver brugeren en fornemmelse af hvorledes
det færdige spil vil være.
Rapporten beskriver hvorledes de forskellige dele af programmet er blevet til. Dokumentation
foreg˚ar gennem beskrivelse af de forskellige deles funktionalitet. Dele af programmet er beskrevet
algoritmisk s˚afremt vi finder det relevant.
Abstract
This paper is a documentation of the creation of the game ’Pole Soccer’. It is a computergame
inspired by the popular game, table football. The goal is to create a program that is easily
expanded, and reflects the real game to as far a reach as possible. The product of this paper
isn’t a finished game, but a prototype capable of giving the user a feeling of what the complete
game will be like.
The paper describes how the different parts of the program has been made. The documen-
tation is done through a description of the functionality of the different parts. Parts of the
program are described algorithmic, provided we find it relevant.
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Kapitel 1
Indledning
1.1 Programmeringsmetode
Valget af programmeringsmetode er centralt for denne rapport, eftersom denne afspejles i selve
strukturen af rapporten. Vi har valgt at lade os inspirere af Extreme Programming(XP) som
udviklingsmetode, og uddrage elementer fra denne som vi finder passende til vores arbejdesform.
Specielt parvis programmering og en iterativ programmeringsproces er værktøjer vi har valgt at
bruge.
1.1.1 Parvis programmering
Tidligere erfaringer med parvis programmering har gjort os positive over for denne program-
meringsform. Opskrevet kan vores valg begrundes udfra følgende punkter:
• Flere fejl opdages i programmeringsøjeblikket
• Fejl i koden er lettere at udrede
• Bedre og mere velovervejde løsninger p˚a komplicerede problemstillinger
• Mindre indforst˚aet kode
1.1.2 Iterativ proces
Programmeringsprocessen har vi valgt opdele i iterationer, s˚aledes at vi indenfor hver itera-
tion stiller os selv nogle afgrænsede m˚al. Under hver progranneringsopgave testes løbende. N˚ar
m˚alene er n˚aet, evalueres iterationen. S˚afremt der er opst˚aet problemer der ikke kunne løses,
overføres løsningen af disse som opgaver til næste iteration.
1.2 Rapportstruktur
Form˚alet med rapporten er at give læseren et indblik i udviklingsprocessen af vores program,
samt dokumentere den færdige applikation. Dette gøres ved ligeledet at opdele rapporten i
iterationer. Dette er for os en oplagt fremgangsm˚ade, i og med tilblivelsen af vores program
foreg˚ar p˚a tilsvarende m˚ade.
En iteration best˚ar af følgende punkter, i kronologisk rækkefølge:
• Introduktion til iteration – Hvor st˚ar vi, og hvad er form˚alet med denne iteration?
• Opgaver i iterationen – Hvordan n˚ar vi m˚alet med iteration? Hvis der er mening i at
opdele problemet i flere opgaver gøres dette, og disses form˚al beskrives.
• Tidsestimering – Hvor mange timer pr. mand afsættes til hver opgave?
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• Beskrivelse af løsning af opgaverne – Beskrivelse af resultatet. Hvordan er opgaven løst?
S˚afremt opgaven indebar programmering beskrives centrale metoder og felter.
• Evaluering – Tilbageblik p˚a iterationen, hvad gik godt/hvad gik skidt? Var tidsestimerin-
gen realistisk? Hvad gør vi nu (næste iteration)?
1.3 Om bordfodbold
Bordfodbold, er som det antydes af navnet, fodbold p˚a et bord. Der er dog ikke tale om men-
nesker der løber rundt p˚a bordet, men nogle figurer der sidder p˚a stænger, som da er styret af
menneskehænder (se figur 1.1). Ma˚let med spillet er at opn˚a flest point, udfra et givent antal
bolde. Point tildeles hver gang et hold opn˚ar at f˚a skudt bolden i modstanderens m˚al.
Der er to forskellige m˚ader at spille bordfodbold p˚a. Man kan spille e´n mod e´n, hvor hver
spiller har fire stænger til at styre figurerne med. Normalt spilles der dog to mod to. Her deles
man om stængerne s˚a den ene spiller i angrebet (de forreste to stænger) og den anden spiller i
forsvaret (de bagerste to stænger). Dette gør spillet til et meget socialt spil som har f˚aet stor
udbredelse herhjemme. Spillet findes i dag primært p˚a barer, uddannelsesinstitutioner og andre
steder hvor unge mennesker færdes - s˚a hvorfor ikke ogs˚a p˚a internettet?
Figur 1.1: Skitse af et bordfodboldbord
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Iteration 0: Projektetablering
Form˚alet med iterationen er at skabe et overblik over projektet. Der beskrives hvad vi for-
venter produktet af projektet skal være. Herunder bringer vi en kravspecifikation, hvor der
gives et overblik over hvilken programfunktionalitet vi ligger vægt p˚a. Til sidst i iterationen
bringes desuden et sammendrag fra vores præprojektfase, hvor vi søger at afdække nogle af de
forhindringer vi kan komme ud for under programmeringen.
2.1 Projektovervejelser
Vores m˚al med projektet er at designe og implementere et computerspil, som tager udgangspunkt
i det traditionelle bordfodboldspil. Spillet skal kunne spilles over netværk, s˚a det er muligt at
spille flere sammen. Vi ønsker ikke at bruge tid p˚a at programmere kunstig intelligens, s˚a det
vil ikke blive muligt at spille mod computeren. Spillet skal derimod foreg˚a gennem netværk-
skommunikation, med flere spillere.
Brugerne skal se spillet oppefra, i samme perspektiv som et virkeligt bordfodboldbord set
fra oven. Ved at bevæge musen skal man kunne rykke og dreje p˚a en stang med fodboldspiller-
figurer. Samtidig skal man ved hjælp af tastaturet kunne vælge hvilken stæng man bruger. N˚ar
man skyder til bolden skal den f˚a en hastighed alt efter hvor h˚ardt figureren rammer bolden.
Computerspillet kommer p˚a den m˚ade til at minde en del om det virkelige bordfodboldspil, da
det kun er muligt at skyde h˚ardt, hvis man er god til at flytte musen hurtigt, ligesom i den
virkelige verden, hvor man kun kan skyde h˚ardt hvis man er god til dreje stangen.
2.2 Problemformulering
Form˚alet med projektet er at implementere et computerspil som tager udgangspunkt i spillet
bordfodbold. Programmet skal være let udvideligt, og skal understøtte muligheden for at spille
over netværk.
2.3 Kravspecifikation
I denne sektion forklares hvilke aspekter, vi i dette projekt vil ligge vægt p˚a. Som før nævnt
er m˚alet med projektet er at lave et bordfodboldspil, som er muligt at spille over netværk.
Derudover ligger vi meget vægt p˚a at spillet skal kunne udvides og ændres nemt, s˚a man efter
projektets afslutning nemt ville kunne videreudvikle spillet. Dette kræver at spillet fra grunden
er designet til at være meget fleksibelt. Nedenfor ses et skema over hvordan de forskellige
aspekter bliver vægtet. Hvert aspekt bliver givet en karakter fra (1) til (5), hvor (1) er det
mindst prioriterede og (5) er det højest prioriterede.
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Brugervenlighed (2) Det skal være muligt at afvikle og spille vores spil, men fokus i dette
projekt ligger imidlertid ikke i brugervenligheden. Vi vil dog lave en brugergrænseflade
udfra hvad vi mener, der skal til før spillet kan bruges.
Designmønstre (3) Vi vil gøre brug af de designmønstre vi finder hensigtsmæssige, og har
kendskab til i forvejen. Vi vil ikke bruge tid p˚a at sætte os ind i designmønstre vi ikke
kender p˚a forh˚and.
Grafik (3) Hovedfokus i programmet ligger ikke i grafikdelen. Vi vil dog alligevel forsøge at
lave en grafikdel vi selv mener er flot og præsentabel. Vi vurderer derfor grafik til en
mellemkarakter.
Modularitet (5) Vi ligger meget vægt p˚a at programkoden nemt skal kunne ændres og ud-
bygges. Grunden til dette er at vi ikke regner med at f˚a et 100% komplet spil, men gerne
vil have muligheden for at ændre og færdiggøre spillet p˚a et senere tidspunkt.
Netværksydelse (3) Med netværksydelse menes der, at det skal være muligt spille over In-
ternettet, uden at spillet hakker. Dette punkt vurderer vi til middel da det ikke er helt
uvæsentligt med netværksydelse, men heller ikke er det vigtigste for os at f˚a til at virke
godt.
Sikkerhed (1) Vi vil i projektet ikke bekymre os om sikkerheden.
Ydelse (4) Med ydelse menes der hvor godt spillet kører. Det er vigtigt at opdateringen sker
med det samme, og vi vurderer derfor ydelse højt. Man skal f.eks. ikke sidde og vente p˚a
at grafikken opdaterer, efter man har rykket p˚a musen for at dreje en spillerstang.
2.4 Præprojekt
Før vi gik igang med projektet dannede vi os et overblik over nogle af de mulige problemer,
der kunne forekomme n˚ar vi for alvor gik igang. Det er vigtigt at opdateringen sker med det
samme, og vi vurderer derfor ydelse højt. Vi valgte at gøre dette, da vi i løbet af semesteret
kun kunne afsætte f˚a timer om ugen til arbejde med projektet, s˚a vi skønnede at det var en
god ide at bruge denne tid p˚a at komme igang med at programmere.
P˚a daværende tidspunkt var vores erfaring med Java Swing ikke særlig stor, og nogle af de
m˚al vi satte os dengang ser, set i bakspejlet, temlig banale ud. Opskrevet var vores plan som
følger:
1. Oprette et vindue
2. F˚a en tr˚ad til at opdatere vinduet med en bold (cirkel) der ændrede koordinater
3. Kollision mellem bold og kanten af vinduet
4. Kollision mellem 2 eller flere bolde
5. Mulighed for at oprette bolde der fik overført musens hastighed
6. Kollision mellem bold og en figur der skulle repræsentere foden p˚a en bordfodboldspiller
Alle disse blev punkter blev implementeret, dog visse af dem med mere succes end andre.
Eksempelvis viste punkt 4 og 6 at volde os vanskligheder.
Punkt 4 der omhandlede kollisioner af boldene, skabte problemer i og med at boldenes
hastighed var repræsenteret som heltal. Det medførte at n˚ar hastigheden var større en 1, var der
risiko for at to bolde blev ”fanget af hinanden”. Problemet l˚a selvfølgelig ikke kun i hastigheden,
men ogs˚a metoden hvormed vi undersøgte om to bolde kolliderede. Hver gang bolden skulle
rykke, undersøgte vi først om bolden delte koordinater med nogle andre bolde. Hvis dette var
tilfældet, skiftede vi p˚a passende vis retning p˚a boldene. Problemet bestod alts˚a i at vi checkede
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Figur 2.1: En bold er kollideret med en anden bold, den første bold følger nu den anden bold
istedet for at have skiftet retning
for sent, hvilket resulterede i at 2 bolde enten stod og rystede p˚a skærmen, eller at de to bolde
sad fast i hinanden men stadig rykkede, som set p˚a figur 2.1. Vi kunne dengang ikke umiddelbart
komme p˚a en ide´ til at løse problemet, men noterede os at optimering var nødvendigt hvad gjaldt
det endelige program.
Spillerfoden voldte os ligeledes problemer. Problemet l˚a i at bolden nu skulle kollidere med
en mere kompliceret figur. Ma˚den vi repræsenterede spillerfoden p˚a var som et rektangel, hvor
der ved to af enderne var placeret halvcirkler. Hvis bolden ramte p˚a siden af foden svarede det til
en kollision med bold, og hvis bolden ramte p˚a den flade strækning ville kollisionen tilsvarende
være kollisionen med en kant.
Det viste sig at der ogs˚a her opstod problemer. Bolden risikerede at komme til at sidde fast
i foden, p˚a samme m˚ade som to bolde kunne sidde fast i hinanden. Grafikken stemte desuden
ikke overens med kollisionen, s˚afremt bolden ramte et fladt stykke af spillerfoden. Vi tænkte
os frem til at det sidste problem sandsynligvis blot var en fejl grundet repræsentationen af
koordinaterne. Med repræsentationen af koordinaterne menes om vi huskede p˚a at alle figuerer
i Java Swing bliver tegnet fra øverste venstre hjørne. Der blev desværre ikke tid til at f˚a rettet
fejlen, men vi tager den til eftertragtning s˚a vi ikke beg˚ar samme fejl i det rigtige program.
Figur 2.2: Bolden sidder fast i spillerfoden
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2.4.1 Evaluering
I denne iteration har vi f˚aet klarlagt vores projekt og f˚aet testet nogle af de problemstillinger
der kan opst˚a i programmeringen. Testen viste os at det var muligt at lave programmet, men
belyste ogs˚a nogle af faldgruberne. De to problemer vi stødte ind i var begge relaterede til
bevægelse af bolden. N˚ar vi skal til at implementere hvordan bolden skal bevæge sig, m˚a vi
derfor finde en ny metode.
Iterationen viste os desuden at programmet hurtigt kan komme til at indeholde mange klasser
og være uoverskueligt. Derfor har vi besluttet at starte med en iteration med programoverve-
jelser, s˚a vi kan skabe os et overblik over programmet før vi kaster os ud i programmeringen.
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Iteration 1: Programstruktur
Iteration 1 g˚ar ud p˚a at danne et overblik over vores programstruktur, og hvordan programmet
skal opbygges. I iterationen koncentrerer vi os om at diskutere den overordnede programstruk-
tur, og undlader at bevæge os dybere ned i de enkle dele af programmet.
3.1 Opgaver i iterationen
Opgave 1: Overordnede designovervejelser
Der skal her foretages designovervejelser omkring programmet. De UML-diagrammer vi finder
nødvændige for at beskrive vores overvejelserne, vil blive tegnet. Disse vil være forsimplede
diagrammer over vores overordnede programstruktur, som er understøttende for overblikket.
Denne opgaves produkt er vores overvejelser og eventuelle UML-diagrammer.
3.2 Tidsestimering
Vi har afsat ca to dage til iteration 1, hvor vi regner med at arbejde ca. 7 timer pr. dag. Alts˚a
har vi ca. 14 timer til r˚adighed. Da der kun er en opgave i denne iteration, er vores tidsestimer-
ing som følger.
Opgaver Arbejdstimer
Opgave 1 14 timer
3.3 Opgave 1: Overordnede designovervejelser
Det første vi gjorde i denne opgave, var at danne os et overblik over hvad programmet e-
gentlig bestod af. Dernæst fandt vi ud af om der var nogle programmeringsdesignmønstre, vi
mente passede godt p˚a netop vores problemstilling, og hvilke der ville være hensigtsmæssige
at benytte. Udfra disse overvejelser opskrev vi et overordnet UML-klassediagram over vores
programstruktur.
3.3.1 Programmets opbygning
Bordfodboldspillet indeholder, som beskrevet i afsnit 1.3, et spillebord, hvorp˚a der er monteret
nogle stænger med mænd p˚a. Der er desuden en bold man kan skyde til med mændende. Udfra
denne simple beskrivelse af hvad spillet egentlig best˚ar af, fandt vi ud af at det nok ville være
hensigtsmæssigt at repræsentere spillebord, stænger, mænd og bolde som objekter.
Udover denne interne repræsentation i programmet, fandt vi frem til at spillet krævede en
omfattende grafisk brugergrænseflade.
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3.3.2 Designmønstre
Da vi bevægede os ind p˚a hvilke designmønstre der ville være gode at anvende i netop vores
problemstilling, kom vi frem til at der kun var et designmønster, der virkede umiddelbart logisk
at anvende. Dette er desingmønsteret Observer, hvor vi anvender den afart der kaldes model,
view, control (MVC).
MVC g˚ar kort fortalt ud p˚a at opdele programmet i tre hovedomr˚ader.
Model Tager sig af den interne reptæsentation af modellen der anvendes.
View Tager sig af den grafiske repræsentation af programmet.
Control Der tager sig af brugerinput, og opdaterer modellen alt efter hvad brugeren foretager
sig.
I vores program vil modellen være den del af programmet, der holder styr p˚a hvordan situa-
tionen p˚a spillebordet er. Dette repræsenteres ved informationer om f.eks. bolden og stængernes
placering. View er den del af programmet, der tegner spillebordet samt alt andet visuelt for
brugeren. Control tager sig af alt brugerinput, som f.eks. hvordan brugeren interagerer med
stængerne.
Der er flere grunde til hvorfor det er smart at bruge MVC i vores program. Den mest a˚bentlyse
er dog nok at vi i dette projekt ikke vil kunne komme til at lave den bedst optimerede grafik
man kunne ønske sig. Da vi bruger MVC, vil det p˚a et senere tidspunkt være let at udskifte
grafikdelen med en ny del.
3.3.3 Overordnet klassediagram
Efter vi fandt ud af at vi ville bygge vores program op efter designmønsteret MVC, var det ikke
svært at lave et overordnet UML-klassediagram over programstrukturen. Se figur 3.1.
Figur 3.1: UML-klassediagram over den overordnede programopbygning.
Man kan se p˚a figur 3.1 at TableFootBallModel nedarver fra Observable. Grunden til dette
er at TableFootballView skal observere p˚a modellen, og bruge informationer fra modellen til at
skabe den rigtige grafiske repræsentation. Af samme a˚rsag implementerer TableFootballView
Observer.
Man kan ydermere se at TableFootballControl implementerer ActionListener, s˚a den
kan h˚andtere informationer fra brugeren.
3.4 Evaluering
Denne iteration har givet os et godt overblik, s˚a vi nu har en ide´ om hvordan programmet vil
tage form. Inden vi begyndte p˚a iterationen, s˚a vi selve implementationen af programmet som
meget uoverskueligt, men ved at f˚a noget skruktur p˚a programmet, er vi nu klar til at begynde
fra en ende af.
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Vi brugte lidt mindre tid p˚a denne iteration, end der var afsat, kun ca. 12 timer, hvor der var
afsat 14 timer. Dette skyldtes at vi var meget enige om hvordan programmet skulle designes.
Derfor var det der manglede bare at f˚a det ned p˚a papir, for at f˚a det helt klart.
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Iteration 2: Indledende arbejde
p˚a modellen
Produktet af denne iteration skal være et lille eksekverbart program. Vi har i iterationen
begrænset os til kun at beskæftige os med en lille del af programmet for ikke at gøre pro-
grammeringen uoverskuelig. Vi har valgt at starte med at programmere modellen til program
(TableFootballModel), eftersom modellen m˚a betegnes som programmets skelet. af program-
met. Uden en model der virker, kan en brugergrænseflade ikke bruges til noget. Ydermere har
vi begrænset os til kun at programmere en del af modellen, da modellen i sig selv er stor og
uoverskuelig at programmere.
Som hjælp til programmeringen har vi lavet et UML-klassediagram for TableFootballModel.
4.1 Opgaver i iterationen
Opgave 1: Klassediagram over modellen
Der tegnes et UML-klassediagram over klasserne i TableFootballModel. Dette diagram skal
hjælpe os med at skabe overblik over modellen, og kan bruges som refferencepunkt i iterationens
næste opgave.
Opgave 2: Programmering af model for bolden
Ma˚let med denne opgave er at lave et program, der simulerer hvordan bolden skal opføre sig.
Dette hænger naturligvis sammen med andre ting, som f.eks. hvilke elementer banen best˚ar
af. Af disse a˚rsager programmerer vi skelettet til nogle af de andre dele af modellen. Der skal
desuden programmeres en simpel brugergrænseflade, s˚aledes at vi kan visualisere modellen, og
derved nemt teste om vores program virker.
4.2 Tidsestimering
Vi har afsat ca. to dage til iteration 2, hvor vi regner med at arbejde ca. 7 timer pr. dag. Alts˚a
har vi ca. 14 timer til r˚adighed. Vi har afsat 1-2 timer til Opgave 1. Resten af tiden er afsat til
Opgave 2.
Opgaver Arbejdstimer
Opgave 1 1-2 timer
Opgave 2 12 timer
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4.3 Opgave 1: Klassediagram over modellen
Figur 4.1: UML-klassediagram over model-delen af programmet.
Figur 4.1 viser et overblik over de klasser vi har valgt at opdele modellen i. Vi har brugt de
overvejelser vi foretog os i iteration 1, til at opdele modellen i fire klasser. En klasse til modellen
for bolden (Ball), bordet (Table), stængerne (Pole) og mændene (Man).
Klassen Table har et antal Pole-objekter, der hver har et antal Man-objekter. Desuden har
Table et Ball-objekt. Denne opbygning virker hensigtsmæssig, da den afspejler hvordan et
virkeligt borfodboldspil er opbygget. Det gør desuden programmeringen overskuelig, da opsplit-
telsen af modellen bevirker at der ikke er nogle klasser der er store.
4.4 Opgave 2: Programmering af model for bolden
De vigtigste funktioner vi programmerede i denne iteration er følgende:
• Bolden bevæger sig. Dette er implementeret ved at bolden er en tr˚ad. N˚ar tr˚aden op-
dateres lægges boldens hastighed henholdsvis x- og y-retningen, til boldens nuværende
koordinater.
• Bolden kan kollidere med væggene. Boldens hastighed i enten x- eller y-retningen invert-
eres, alt efter om der kollision med side eller top/bund.
• Bolden aftager i fart over tid. I programmet repræsenterer vi dette ved en gnidningsvari-
abel, der multipliceres med boldens nuværende hastighed ved hver opdatering.
Figur 4.2: Skærmbillede af programmet der kom ud af opgave 2.
4.4.1 Kollisionsproblem
Problemet g˚ar kort fortalt ud p˚a, at en bold kan sidde fast i en væg, s˚a den dermed ikke kan
rykke videre. Problemet skyldes at bolden ved høj hastighed bevæger sig flere pixels af gangen,
dette kan resulterer i at væggen vil komme til være indefor boldens periferi.
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Vi udtænkte to forskellige løsninger til problemet.
1. Inden bolden rykker beregnes næste træk. Hvis bolden her ville sidde fast i en væg vendes
bolden hastighedsvektor, s˚a den f˚ar retning væk fra væggen den sidder fast i. Herefter
rykkes bolden endnu engang, s˚a den ikke sidder fast i væggen mere.
2. Hver gang bolden rykker opdeles dens hastighedsvektor i dele af max. en pixel. Metoden
vi bruger opdeler b˚ade y- og x-delen af vektoren i dele efter den største af de to. Bolden
rykkes herefter en del af gangen, hvor der checkes for kollisioner hver gang. P˚a denne
m˚ade kan en bold ikke sidde fast i en væg, da den max. kan rykke frem til væggen og ikke
ind i den. Et eksempel p˚a dette er hvis en bold f.eks. har hastighedsvektoren h = (4, 2)
vil den rykke fire gange (1, 0.5).
Efter vi havde gennemtænkt ovenst˚aende to løsningsmuligheder, valgte vi at implementere nr.
2. Vi valgte denne da vi mente det ville være mere hensigtsmæssigt i en senere iteration, hvor
vi skal implementere kollision mellem mand og bold. Hvis vi havde implementeret løsning nr.
1, kunne man forestille sig et scenarie hvor bolden tror, at næste ryk vil være kollisionsfrit, da
der ikke er nogle mænd inden for rækkevidde i det øjeblik den beregner næste skridt. Hvis en
mand i mellemtiden har rykket sig tættere p˚a bolden, vil bolden nu sidde fast i manden.
4.5 Evaluering
Da vi programmerede denne del af programmet, fandt vi ud af at det ikke var hensigtsmæssigt at
programmere bolden, uden at kigge p˚a nogle af de andre klasser i modellen. Vi programmerede
derfor ogs˚a skelettet til b˚ade Pole og Man-klassen. Klasserne blev ikke programmeret med noget
detaljeret indhold, men kun med tomme metoder.
Det produkt vi stod med da vi var færdige med denne opgave var en applikation, der viste
en bold i et vindue. Denne bold opførte sig som den vi skal bruge i sidste ende. Efter denne
indledende del af modellen er færdig, kan vi nu definere hvilke opgave der er i næste iteration.
Det er bl.a. en ordentlig opsætning af bordet og metoder til at h˚andtere kollisioner mellem
bolden og mændende.
Vi vælger derfor at programmere resten af modellen i næste iteration. Denne iteration bliver
dermed en lidt større iteration.
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Iteration 3: Færdiggørelse af
modellen
Denne iteration er dedikeret til at færdiggøre modellen, eftersom foreg˚aende iteration har givet
os et godt overblik, og vi dermed føler og godt rustet til dette. Vi har alts˚a valgt et stille os
selv nogle større m˚al i iterationen, s˚aledes at produktet vil være et komplet skelet til spillet. Vi
tager udgangspunkt i klassediagrammet fra kapitel 4 (figur 4.1), og videreudvikler p˚a det kode
vi lavede i samme iteration.
5.1 Opgaver i iterationen
Opgave 1: Opsætning af bordet
Programmere en klasse, der repræsenterer et bordfodboldbord. Inkluderet i dette er h˚andtering
af spilopsætningen, som f.eks. hvor mange forsvars-, midtbane- og angrebsspillere der skal være
p˚a hvert hold. Klassen er den mest centrale i modellen, og det er derfor denne opgave er den
første i iterationen.
Opgave 2: Kollision mellem bold og mænd
Vi vil i denne opgave programmere metoder til at h˚andtere kollisioner mellem bolden og mæn-
dende. Metoderne vil befinde sig i hhv. Pole- og Man-klasserne, da vi finder det hensigtsmæssigt
i forhold til de check der skal foreg˚a. Med kollisioner menes der at bolden rammer en mand. N˚ar
en kollision hænder skal manden overføre hastighed til bolden. Desuden skal bolden ændre kurs.
Vi tager de erfaringer vi gjorde os i præprojektfasen til efterretning, da vi havde problemer med
kollisioner.
Opgave 3: Bevægelse af stænger
Opgaven g˚ar ud p˚a at programmere metoder, s˚a der kan foreg˚a en bevægelse af stængerne.
Denne del af programmet ligger i Pole-klassen. En bevægelse af stængerne kan foreg˚a p˚a to
m˚ader: Ved at bevæge stængerne op/ned, eller ved at dreje stængerne højre/venstre om.
5.2 Tidsestimering
Vi har afsat ca. fire dage, hvor vi regner med at arbejde ca. 7 timer pr. dag. Alts˚a har vi ca. 28
timer til r˚adighed. Vi har delt tiden op, s˚a der er omkring 6 timer til opgave 1, resten af tiden
er ligeligt fordelt mellem iterationens to resterende opgaver.
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Opgaver Arbejdstimer
Opgave 1 6 timer
Opgave 2 11 timer
Opgave 3 11 timer
5.3 Opgave 1: Opsætning af bordet
Opsætningen af spillebordet valgte vi at opdele i tre dele: Bordets dimensioner, stængernes
placering p˚a bordet og mændenes placering p˚a stængerne. Disse tre punkter skabte en debat
om hvilke m˚al et bordfodboldbord er opbygget udfra, vi valgte derfor, efter forgæves søgen p˚a
internettet, at g˚a ned p˚a det lokale værtshus med et m˚aleb˚and og et digitalt kamera for at
lave en feltundersøgelse. Vi valgte dog ikke at følge disse m˚al i alle tilfælde. Forholdet mellem
stængernes placering, mellem bredde og højde p˚a bordet, samt afstanden mellem spillerne p˚a
stængerne er vi tro overfor. Boldens radius, mændenes længde og fodstørrelse er estimeringer.
Figur 5.1: Et bordfodboldbord set fra oven.
5.3.1 Bordets dimension
Et punkt der ikke voldte nogen kvaler. Forholdet mellem højde og bredde p˚a et virkelige bord
var 2:3, hvorfor vores virtuelle bord fik samme dimension.
5.3.2 Stængernes placering
P˚a det virkelige bordfodboldbord noterede vi os afstanden mellem alle stængerne var ens, og
deres placering var symmetrisk omkring midten af bordet. Vi konstruerede derfor en algoritme
til opsætningen af stængerne, som sørgede for at stængerne altid ville sidde rigtigt, uanset
bordets størrelse eller antal af stænger. Implementeringen af dette i programmet ser ud som
følger (figur 5.2).
Først initialiseres længden af stængerne, der er sat til være lig med højden af bordet. Vari-
ablen s eller spacing, som vi kalder den i vores kode, beskriver afstanden der skal være mellem
stængerne. Den bliver tildelt en værdi der er lig bredden p˚a bordet, fratrukket afstanden imellem
m˚almændene og enderne af bordet. Dette deles med antallet af stænger.
Vi har ydermere valgt at opdele stængerne i 2 forskellige tabeller, red og blue, efter farverne
p˚a spillerne. Denne repræsentation giver os nogle ekstra linier koder, men forenkler den matem-
atiske del af algoritmen, plus man f˚ar et bedre overblik over hvilke stænger der er hvad.
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Placering af Stænger
Variable:
l← stangens længde
b← banens bredde
Kdist ← m˚almandens distance fra m˚alet
n← antal stænger
red← tabel med de røde stænger
redSetup← tabel med antallet af mænd der skal være p˚a de røde stænger
i← 0
Placeringen:
s← (b− 2 ·Kdist)/(n− 1)
FOR i← 0...(n/2) DO
IF i < 2
red[i]← NEW Pole(redSetup[i], l,Kdist + s · i)
ELSE
red[i]← NEW Pole(redSetup[i], l, red[i− 1]x−placering − 2 ∗ s)
END IF
END FOR
Figur 5.2: Algoritme til placering af stænger.
red og blue bliver initialiseret gennem en for-løkke. N˚ar en ny stang (Pole) oprettes tager
den 3 parametre, antal mænd p˚a stangen, længden af stangen og stangens position givet ved et
x-koordinat. Antallet af spillere per stang er defineret ud fra en tabel der indeholder information
om antal m˚almænd, forsvarere, midtbanespillere og angribere. Tabellen er oprettet for at det
skal være nemt at g˚a ind og ændre p˚a holdopstillingen, s˚afremt vi i fremtiden skulle ønske at
udvide programmet med denne funktion.
Form˚alet med løkken er dog primært at beregne stængernes x-koordinat. Dette bestemmes
udfra 2 tilfælde, i < 2 og i > 2:
i < 2 vil sige at det er m˚almand og forsvar vi initialiserer. Disse to adskiller sig fra m˚aden
hvorp˚a resten af stængerne er placeret, eftersom det er det eneste sted hvor to stænger
af samme farve sidder lige ved siden af hinanden. Afstanden her er derfor netop e´n s (se
figur 5.3).
i > 2 vil sige at det er midtbane og angreb der initialiseres, men hvis man forestillede sig at
udvide bordet med flere stænger, ville denne del ogs˚a inkludere disse. Vi tager for de røde
stænger den foreg˚aende røde stangs x-koordinat og lægger 2·spacing til denne værdi.
Det samme gælder for de bl˚a stænger hvor vi istedet blot trækker den foreg˚aende stangs
x-koordinat fra.
Hver gang en rød stang initialiseres, gøres det samme med den tilsvarende bl˚a, eftersom
dennes placering er den samme som bredden af bordet, minus den røde stangs x-koordinat.
5.3.3 Mændendes placering
Placeringen af mændende sker i en metode i Pole. Metoden indeholder en lille algoritme, der
b˚ade bliver kørt for tabellen med de røde spillere og tabellen med de bl˚a spiller. Nedenfor er
algoritmen vist for de røde spillere (se figur 5.4).
Det eneste nævneværdige algoritmen gør, er at dele stangen op i stykker alt efter hvor mange
mænd der skal være p˚a den. Herefter placerer den mændende p˚a de positioner, den har regnet
sig frem til.
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Figur 5.3: Grafisk repræsentation af opsætningen af bordet
Placering af mænd
Variable:
men ← null
n← antal mænd p˚a stangen
poleLength← stangens længde i pixels
x← mændendes x-bredde
y ← mændendes y-bredde
polePos← stængernes x-position
i← 0
Placeringen:
FOR i← 0...l DO
men[i] ← NEW Man(polePos, poleLength · (i+ 1)/(n− 1), x, y)
END FOR
Figur 5.4: Algoritme til placering af mænd.
5.4 Opgave 2: Kollisioner mellem bold og mænd
Programmet skal udvides s˚a kollisioner mellem bold og mænd muliggøres. Hovedmetoden befind-
er sig i Man-klassen. Der er dog ogs˚a sm˚a metoder i Pole og Table, der blot uddelegerer ansvaret.
I denne del af programmet udnytter vi i høj grad det valg vi foretog os i programmeringen af
modellen for bolden. Valget bestod i at programmere bolden til max. at rykke 1 px. af gangen.
Dette gør som beskrevet at bolden ikke kan rykke ind i en mand.
5.4.1 Kollisionsalgoritme
For at checke om en kollision er fundet sted anvender vi en metode, der g˚ar ud p˚a at bolden
kan ramme en mand fra 8 forskellige steder. Se figur 5.5 for et overblik.
De otte forskellige m˚ader bolden kan ramme en mand p˚a, kan deles op i tre forskellige
scenarier, der følgende vil blive forklaret:
1, 3, 6, 8 Hvis bolden rammer en mand p˚a et hjørne skal bolden invertere b˚ade dy og dx.
2, 7 Bolden rammer vertikalt p˚a manden, og skal dermed invertere dy.
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Figur 5.5: Mulige veje en kollision kan ske fra.
4, 5 Bolden rammer horisontalt p˚a manden og skal invertere dx.
For at checke for hvilket scenarie, der er gældende checker vi scenarierne ud fra en selvop-
fundet algoritme. Algoritmen checker om bolden rammer en mand udfra nogle omr˚ader vi laver
rundt om mændende (se figur 5.6).
Figur 5.6: De omr˚ader der afgører hvor en kollision er sket fra. Hvis boldens centrum er i en af
de fire hjørner (A-omr˚ader) under en kollision skal scenarie et bruges. Hvis boldens centrum er
i et B-omr˚ade under en kollision, skal scenarie to udspille sig. Lige s˚a vel er det scenarie tre der
bruges, hvis boldens centrum befinder sig i et C-omr˚ade.
Ma˚den vi checker dette p˚a er udfra følgende algoritme (figur 5.7).
Algoritmen g˚ar ud p˚a at der først checkes for om boldens centrum en inde i omr˚adet udspændt af
n2 og n3. Hvis det er, og boldens periferi rør manden, eller bolden er inde i en mand returneres
1, der betyder at bolden har ramt en mand oppefra eller nedefra.
Herefter checkes der for om bolden er inde i omr˚adet udspændt af n1 og n4. Hvis bolden nu
samtidig er inde i omr˚adet udspændt af m2 og m3, betyder det at bolden har ramt en mand
fra en af siderne og 2 returneres.
Til sidst checkes der om afstanden fra boldens centrum til mandens centrum er mindre end
eller lig med boldens radius adderet med en halv diagonal. Hvis dette er tilfældet returneres 3,
der betyder at bolden har ramt et hjørne.
Efter at have implementeret og afprøvet løsningen m˚atte vi erkende at denne stadig rummede
fejl. Fejlen bestod i at bolden altid fik inverteret dx og dy s˚afremt den kolliderede med et hjørne.
Dette inds˚a vi ikke altid skulle være tilfældet. Boldens nuværende retning spillede ogs˚a en rolle
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Kollisionsalgoritme ml. bold og mand
Variable:
r ← boldens radius
C ← boldens centrum
D ← mandens centrum
h← mandens højde
b← mandens bredde
Algoritmen:
IF Cx ≥ n2x ∧ Cx ≤ n3x THEN
IF Cy ≥ m1y ∨ Cy ≤ m4 THEN
RETURN 1
END IF
ELSE
IF Cx ≥ n1x ∧ Cx ≤ n4x
IF Cy ≥ m2y ∨ Cy ≤ m3y
RETURN 2
ELSE
IF |CD| ≤√(h2 + b2)/2 + r
RETURN 3
END IF
END IF
END IF
END IF
RETURN 0
Figur 5.7: Algoritme for kollision ml. bold og mand. Der refereres til figur 5.6 for informationer
om variable.
for hvorledes dens retning skulle ændres. Grundet tidsmangel blev dette problem løst med en
lappeløsning, dvs. vi tilføjede nogle checks der sørgede for at bolden kolliderede med hjørnerne
korrekt. Se bilag B under kildekoden til model.Pole.java s. 51
5.5 Opgave 3: Bevægelse af stænger
Denne opgave g˚ar kort og godt ud p˚a at udvide vores kode, s˚a stængerne kan rykke sig. Der er
to forskellige m˚ader en stang kan rykke sig p˚a:
1. Bevægelse af stængerne op og ned.
2. Drejning af stangen, der bevirker at mændendes vinkel ændres.
Vi har valgt at implementere dette i to metoder, der begge ligger i Pole-klassen.
5.5.1 Bevæge stængerne op og ned
Metoden der bevæger stængerne op og ned, kaldes med en heltalsværdi, der indikerer antallet
af pixels stangen skal rykkes. Hvis tallet er positivt betyder det at stangen rykkes nedad, og
hvis det er negativt rykkes stangen opad.
Det første i metoden er et check p˚a om stangen rykkes s˚a langt op- eller nedad at en mand
kommer uden for banen. Hvis dette check er ok, rykkes stangen det ønskede antal pixels, og
metoden ændrer y-positionen p˚a alle mændende p˚a den.
Metoden der checker for kollisioner kaldes herefter, s˚a der checkes for om rykningen af
stangen har bevirket at der er rykket en mand ind i bolden. Hvis dette er tilfældet h˚andteres
situationen ved at rykke bolden væk fra manden.
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Som det sidste i metoden gives der besked til alle de objekter der observerer p˚a Pole. P˚a
denne m˚ade kan view’et af programmet opdatere den stang der er blevet bevæget, uden at
skulle opdatere alt grafikken.
5.5.2 Drejning af stængerne
Repræsentationen af bane og mænd valgte vi fra start at lave i to dimensioner. I en todimensionel
udgave er det ikke muligt at ramme mændende p˚a kroppen eller under foden, men kun fra
siderne. Vi har derfor i modellen blot repræsenteret mandens rækkevidde udfra et rektangel.
For at repræsentere at manden ikke altid kan rammes har vi derfor indført vinkel p˚a stangen.
Dette medfører at bolden kun kan blive ramt hvis vinklen befinder sig i intervallet±55◦, hvor
0◦ er den position hvor manden st˚ar lodret. Metoden vi bruger til at beregne den maksimale
vinkel er afhængig af b˚ade mandens højde og boldens diameter, s˚aledes at vi har en dynamisk
repræsentation i tilfælde af en eller af begge disse ændres.
Figur 5.8 og 5.9 viser hvorledes vi repræsenterer drejningen af stængerne.
Figur 5.8: En mand og bold set fra siden. Det viser hvordan foden ændrer sig fra at kunne
ramme, til ikke at kunne n˚ar vinklen p˚a stanger ændrer sig.
Figur 5.9: En mand og bold set fra siden. En trekant viser mandens rækkevidde.
Følgende beskrives matematikken for hvordan vi bestemmer den maksimale vinkel.
6 v : Den maksimale vinkel inden for hvilken manden kan ramme bolden
x : Den maksimale afstand fra stangen hvor manden ramme bolden
h : Højden p˚a en mand i vores bordfoldboldspil (fra stangen og ned).
r : Radius af bolden.
h er et estimat af spillerens højde baseret p˚a fotomaterialet p˚a s. 18, og er en passende værdi
viste sig at være 40. Boldens radius er derimod nærmere et skøn, hvor vi har prøvet os frem for
at finde en passende værdi, denne er i skrivende stund 12.
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Udfra disse parametre beregnes 6 v, ved hjælp af simpel trigonometri:
cos(v) =
h− 2r
h
⇓
6 v = cos−1
(
h− 2r
h
)
⇓
6 v = cos−1
(
40− 2 · 12
40
)
⇓
6 v ≈ 1, 16 ≈ 66, 2◦
P˚a tilsvarende vis beregnes x:
sin(v) = x/h
m
x = h · sin(v)
⇓
x = 40 · sin(66, 2◦)
⇓
x ≈ 36, 66
Vinklen er nyttig n˚ar den grafiske repræsentation af stængerne implementeres. Da vi med
denne kan skabe et 3D-udseende af vores spiller, selvom modellen udelukkende er i 2 dimension-
er. x er væsentlig da vi indirekte bruger denne til at beregne kollision mellem bold og mand, i
det den er grænsen for det rektangel der repræsenterer mandens fod.
Se figur 5.10 for at se hvordan programmet s˚a ud p˚a nuværende tidspunkt.
Figur 5.10: Skærmbillede for programmets model.
5.6 Evaluering
Det var i denne iteration vi programmerede kernen af vores program færdig. Vi havde før
iterationen kun programmeret en lille del af vores model, og havde opstillet tre arbejdsopgaver:
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• Opgave 1: Opsætning af bordet
• Opgave 2: Kollision ml. bold og mænd
• Opgave 3: Bevægelse af stænger
Set i bakspejlet kan vi godt se at dette var for optimistisk at n˚a i en iteration. Det blev
hurtigt uoverskueligt at skulle have tre opgaver kørende samtidig, og vi kom til at blande de
forskellige opgaver sammen s˚a vi programmerede simultant p˚a dem alle tre.
Ydermere opstod der en masse sm˚a programmeringsproblemer i opgaverne, som vi ikke
havde regnet med. Vores tidsramme blev derfor overskredet med ca. 100%.
Alt i alt var det vi stod tilbage med efter iterationen en velfungerende model. Dette program
havde dog mange sm˚a problemer, som vi ikke havde tid til at rette og derfor blev nødt til at
efterlade. Da opgaverne i iterationen i sig selv kunne have været hele iterationer, vil vi nedenfor
komme med en grundigere evaluering af de enkelte opgaver.
5.6.1 Evaluering af opgave 1: Opsætning af bord
Denne opgave er vi tilfredse med, da opsætningen af bordet er foreg˚aet gnidningsfrit og uden
mange forhindringer. Opgaven er løst og produktet er at programmet kan opsætte bordet som
det skal.
Der opst˚ar dog et problem i algoritmen for stængernes opsætning, hvis bordets længde er
for lille. Dette kan bevirke at stængerne bliver placeret s˚a tæt p˚a hinanden at de kan overlappe
hinanden. Dette er noget man skal tage højde for hvis man skal ændre bordets størrelse til at
være meget mindre i længden.
Et lignende problem kan opst˚a hvis bordets bredde er lille, eller at der er placeret for mange
spillere p˚a en stang. Dette er dog et problem, der kun opst˚ar hvis man vælger at ændre bordets
størrelse til at være meget mindre i bredden, eller sætter ca. 10 mænd p˚a en stang. Problemerne
løser sig selv hvis man holder sig inden for de rammer vi har sat op omkring spillet, og vi anser
dem derfor for at være sm˚a.
5.6.2 Evaluering af opgave 2: Kollision mellem bold og mænd
Da vi startede p˚a denne opgave, troede vi det ville være let at implementere metoder til h˚and-
tering af kollisioner mellem bold og mænd. Dette viste sig hurtigt at være en forkert antagelse.
Det første problem vi stødte ind i var hvordan en bold egentlig kolliderer med et rektangel.
Den første løsning vi implementerede gik ud p˚a at tre forskellige scenarier kunne udspille sig ved
en kollision. Bolden kunne ramme et hjørne, en lodret kant eller en vertikal kant p˚a manden.
Grunden til at denne antagelse ikke holdt er at bolden kan ramme et hjørne p˚a flere forskellige
m˚ader, alt efter hvilken retning den har.
Problem nr. 2 var nu at vi havde brugt lang tid p˚a at programmere metoderne til kollision
p˚a denne m˚ade. Da vi følte at vi ikke havde tid til at omprogrammere denne del, valgte vi at
lappe p˚a den i stedet. Det vi endte op med var alts˚a en løsning, der ikke var optimal, men som
dog stadig virkede efter hensigten.
Da vi var færdige med denne opgave virkede denne del af programmet, dog med lappeløs-
ninger som vi gerne ville have været foruden. Opgaven er alts˚a løst, men denne del af program-
met skal der kigges en ekstra gang p˚a n˚ar programmet skal optimeres.
5.6.3 Evaluering af opgave 3: Bevægelse af stænger
Opgavens forløb var acceptabelt, og som nævnt endte vi op med en fungerende model efter
denne opgaves afslutning. Opgaven medførte dog nogle problemer, vi blev nødt til at lappe
som i opgave 2. Vi brugte desuden meget tid p˚a simple problemstillinger som f.eks. at udregne
mandens vinkel.
Det største problem vi stødte ind i var n˚ar manden rykkede hurtigt og kolliderede med
bolden. Der opstod her et problem hvor manden kunne hoppe ind i bolden. Vi prøvede en
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løsningsmodel hvor vi opdelte mandens ryk i skridt, p˚a samme m˚ade som vi gør n˚ar bolden
rykker. Dette viste sig at virke bortset fra n˚ar bolden og manden befinder sig mellem 0 og 1
pixel fra hinanden og rykker imod hinanden. Problemet blev løst med en metode, der kan kaldes
for at f˚a bolden til at hoppe ud af manden.
Denne metode medførte dog et nyt problem, der bestod i at bolden kunne blive skubbet
udover kanten af spillet, og derved sidde fast. Grundet tidsmangel n˚aede vi ikke at løse dette
problem, der nu st˚ar øverst p˚a listen over problemer der skal løses.
5.6.4 Opsamling
Ved slutningen af iterationen besluttede vi at vi ikke ville bruge den næste iteration p˚a at lappe
de fejl denne iteration havde skabt. I stedet rykkede vi videre for at f˚a et komplet, men kun
delvis fungerende produkt. Næste iteration er derfor afsat til at programmere controller’en af
programmet.
21. december 2004 Roskilde Universitetscenter 26
Kapitel 6
Iteration 4: Controlleren
Ma˚let med denne iteration er at f˚a lavet controlleren til programmet. Dette indebærer at lave
en klasse, der kan tage sig af input fra musen eller tasteturet. Klassen skal sørge for at opdatere
modellen n˚ar dette sker.
6.1 Opgaver i iterationen
Opgave 1: Programmering af controlleren
Denne opgave g˚ar ud p˚a at programmere controlleren til vores program, som beskrevet ovenfor.
6.2 Tidsestimering
Vi regner ikke med at denne iteration tager særlig lang tid, da den kun indeholder program-
mering der ikke er stort af omfang. Vi har derfor kun afsat ca. 7 timer til denne iteration.
Opgaver Arbejdstimer
Opgave 1 7 timer
6.3 Opgave 1: Programmering af controlleren
Vores controller er ikke s˚a omfangsrig, da den som omtalt kun skal anvendes til at h˚andtere
tryk p˚a keyboardet og ryk med musen. Vi har derfor valgt at programmere det i en klasse, der
skal implementere MouseMotionListener og KeyListener fra Javas collections. Klassen skal
oprettes med en tabel af Pole-objekter fra modellen. Dvs. at man i programmet skal oprette
en control-klasse for b˚ade den røde og den bl˚a side.
N˚ar klassen oprettes skal det desuden defineres om det er en forsvaret eller angrebet der skal
være aktiv. Hvis det er forsvaret er det kun stængerne med m˚almanden og forsvarsspillerne p˚a
der kan rykkes. Tilsvarende kan de resterende to stænger bevæges hvis det er angrebet.
Der er kun tre motoder i klassen, der bliver brugt til noget, hvor den ene af dem kun er en
hjælpeklasse. De to vigtige metoder holder styr p˚a hhv. musebevægelse og tastaturtryk. Den
omtalte hjælpeklasse sørger for at holde styr p˚a hvilken af de to spillere brugeren kan rykke
med musen. Metoden der holder styr p˚a musen, gemmer det punkt musen var p˚a sidst metoden
blev kaldt. Herefter kaldes metoder i Pole-objektet der rykker stangen opad/nedad eller ændrer
vinklen p˚a den. Tastatur-metoden kan gøre seks forskellige ting alt efter hvad brugeren trykker:
’mellemrum’ Fokus skiftes, s˚a den stang der før kunne rykkes med musen kan rykkes med
tastaturet og omvendt.
’q’ Skift mellem angreb og forsvar
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’w’ Stangen rykkes opad.
’a’ Stangens vinkel ændres mod venstre.
’s’ Stangen rykkes nedad.
’d’ Stangens vinkel ændres mod højre.
6.4 Evaluering
Denne iteration er vi godt tilfredse med, da vi opn˚aede hvad vi ville. Vores ene arbejdsopgave er
løst, og vi st˚ar med et program hvor stængerne kan rykkes. Vi har dog ikke kunne eksperimentere
med hvor godt klassen virker ved flere brugere og det kan derfor være at der skal ændres nogle
ting, n˚ar netværksdelen skal implementeres.
Tidsestimeringen i denne iteration har været god, og vi har ikke overskridt nogle deadlines.
Vi st˚ar nu med en færdiggjort model og kontrol del. Vi føler os derfor godt rustede til at
p˚abegynde implementationen view’et. Inden da vil vi dog skabe et overblik nogle af centrale
dele af den eksisterende kode gennem, system-sekvensdiagrammer.
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Iteration 5:
System/Sekvensdiagrammer
Denne iteration er afsat til at lave system-sekvensdiagrammer for programmets model. Vi har
valgt at opdele det s˚a vi laver flere diagrammer, der hver viser en begrænset del af programmet.
Vi mener at dette skaber et bedre overblik, end at lave et stort diagram.
7.1 Opgaver i iterationen
Opgave 1: System-sekvensdiagram over kollision mellem. bold og mand
Diagrammet beskriver et Ball-objekt fra det oprettes til den rammes af en mand.
Opgave 2: System-sekvensdiagram over bevægelse af mænd
Diagrammet beskæftiger sig med tidsrummet mellem at musen bevæges/der trykkes p˚a tas-
taturet, til manden er rykket.
7.2 Opgave 1: System-sekvensdiagram over kollision ml.
bold og mand
Produktet af denne opgave kan ses p˚a figur 7.1.
Figur 7.1: System-sekvensdiagram over kollision mellem bold og mand.
29
Bordfodbold - THE GAME Kapitel 7.3
P˚a diagrammet kan man se at hele modellen udspringer af klassen Table. Klassen opretter
Pole-objekter, der hver har et antal Man-objekter. Herudover oprettes der et Ball-objekt, der
er en tr˚ad. Dette kan ses ved at dens run() metode kaldes. Bolden kalder tilbage til Table()
hver gang den rykker, og der skal checkes for kollisioner. Disse check sker i Pole og Man, der
rapportere tilbage til Table med et svar p˚a om bolden har ramt noget og følgende skal invertere
retningen i x- eller y-retningen.
7.3 Opgave 2: System-sekvensdiagram over bevægelse af
mænd
Produktet af denne opgave kan ses p˚a figur 7.2.
Figur 7.2: System/sekvensdiagram over bevægelse af mænd.
Figuren viser hvordan bevægelsen af en mand foreg˚ar. Der er to forskellige scenarier, der kan
f˚a en mand til at rykke sig: En bevægelse med musen eller et tastaturtryk. N˚ar musen rykkes
kaldes de to metoder changeAngel() og changeYPosition(), der hver især checker om bolden
er ramt.
Hvis der er trykket p˚a tasterne ’w’ eller ’s’ kaldes changeYPosition(), og hvis tasterne ’a’
eller ’s’ er aktiveret kaldes changeAngel(). Vi har valgt ikke at vise hvordan der checkes for
kollisioner i dette diagram, da dette bliver vist p˚a figur 7.1.
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Iteration 6: Den grafiske
brugergrænseflade
Denne iteration g˚ar ud p˚a at designe og implementere grafikken i programmet. Vi har som
før nævnt delt programmet op efter MVC, og tiden er nu kommet til view’et. Grafikken til
programmet laves i et 3d program, men da fokus i projektet er selve programmeringen, vil
dette ikke blive gennemg˚aet detaljeret.
8.1 Opgaver i iterationen
Opgave 1: Design af struktur
Hvorledes skal den grafiske repræsentation afspejle modellen? Dette søger vi svar p˚a gennem
design af klassediagram over view’et.
Opgave 2: Design af grafik
Vi ønsker ikke at grafikken i programmet blot skal best˚a af firkanter og cirkler. Vi vil derfor
afsætte tid til selv at designe og konstruere noget mere avanceret grafik.
Opgave 3: Implementering af grafik
Her bliver selve grafikken implementeret i programmet. Derved bliver produktet af opgaven et
eksekverbart program med grafik.
8.2 Tidsestimering
Vi har afsat omkring 20 timer til denne iteration.
Opgaver Arbejdstimer
Opgave 1 2 timer
Opgave 2 10 timer
Opgave 3 8 timer
8.3 Opgave 1: Design af struktur
Vi har fra valgt at gøre brug af Swing-komponenter, for nemt at kunne opdele de forskellige
grafikdele i seperate komponenter, og derved opn˚a en større fleksibilitet.
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Grafikken bliver lagt i forskellige lag, ligesom man kender det fra diverse grafikprogrammer,
hvor man bygger et billede op af forskellige lag (se 8.1). P˚a den m˚ade kan de forskellige lag fun-
gere uafhængig af hinanden. Vi starter med at have baggrunden, hvor selve bordfodboldbanen
er tegnet, uden de tværg˚aende stænger og mænd. I laget oven p˚a baggrunden, har vi bolden,
som skal kunne rykke rundt p˚a hele banen. Oven p˚a dette lag, har vi de tværg˚aende stænger
uden mænd p˚a, og til sidst har vi mændene i det øverste lag.
Figur 8.1: Illustation af lagopdelingen.
Figur 8.2: Klassediagram over den grafiske del.
Som det ses p˚a klassediagramet 8.2 ligner view-klasserne meget model-klasserne. Dette er
et bevidst valg i og med at vi p˚a den m˚ade opn˚ar at f.eks. Ball i modellen kommer til at
minde meget om BallView i view’et. Dette h˚aber vi vil gøre det nemmere at implementere
Ball-modellen i view delen.
Vi har valgt at det kun skal være BallView, PoleView og ManView der implementere
Observer. Dette gøres for at disse kan kommunikere med modellen via Observer/Observable.
Nedenfor gennemg˚as hver klasse kort.
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MainFrame klassen har til opgave at et oprette en ramme hvor spillet skal køre i.
TableView er et JPanel hvor baggrundsbilledet skal ligge. Det er ogs˚a her de to andre kom-
ponenter BallView og PoleView skal tilføjes.
BallView skal kun indeholde et billede at bolden, og skal laves s˚a den nemt kan rykke rund
p˚a banen, via de koordinater den henter fra modellen.
PoleView skal kun kunne rykkes rundt p˚a banen, alt efter hvilke koordinater spillerstængerne
er sat til at have i modellen.
ManView skal indeholde billeder af en spille set fra alle vinkler. Klassen skal vise det rigtige
billede alt efter hvad vinklen p˚a stangen er i modellen.
8.4 Opgave 2: Design grafik
I denne opgave skal der laves billeder af følgende:
• Baggrund (fodboldbanen)
• Bold
• Spillerstang
• Spiller
Billederne er lavet i et 3d program og derfor har vi startet med at bygge hele bordfodbold-
bordet op i 3d. Dette er gjort ud fra de billeder vi tog under vores feltundersøgelse. P˚a figur
8.3 og 8.4 ses hvordan hele bordfodboldbordet er bygget op i 3d. Da det var lavet, var det bare
at rendere billeder fra de vinkler der skal bruges i spillet. Ved at grafikken er bygget op i 3d,
medfølger ogs˚a den fordel at man hurtigt kan lave billeder fra andre vinkler, hvis nye ideer
dukker op under udviklingen af spillet.
Vi har valgt at gemme grafikken i Portable Network Graphics (PNG) billedformatet, da
dette format er understøttet i Java 1.4.1+ og giver os muligheden for at lave gennemsigtighed
ved hjælp af formatets alpha kanal.
Figur 8.3: Hele bordfodboldspillet
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Figur 8.4: Hele bordfodboldspillet i gitterform (eng. wireframe)
8.4.1 Baggrund
Baggrunden er et statisk billede, som ikke skal kunne rykke rundt p˚a skærmen, og der er derfor
ingen specielle overvejelser. Se figur 8.5.
Figur 8.5: Baggrundsbillede
8.4.2 Bold
Bolden er lavet som en ensfarvet kugle. Vi havde først tænkt os, at den skulle være tegnet som
en rigtig fodbold, men det ville give os problemer n˚ar bolden skulle rulle. Dette problem kom vi
udenom ved at anvende en ensfarvet kugle, p˚a m˚ade skabes en illusion s˚a det ligner at bolden
ruller henover banen. Se figur 8.6.
Figur 8.6: Billede af bold
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8.4.3 Spillerstang
Vi har valgt kun at tegne en stang, som kan kopieres rundt til de steder, hvor der i modellen er
defineret en stang. Se figur 8.7.
Figur 8.7: Billede af spillerstang
8.4.4 Spiller
N˚ar man i spillet roterer spillerstangen, skal spilleren rotere om sin egen akse. Vi har valgt at
der skal laves et billede for hver gang spilleren er roteret 2◦ og der skal derfor laves 180 billeder.
Se figur 8.8 for et bredt udsnit af spillerne.
Figur 8.8: Billede af en spiller der roterer
8.5 Opgave 3: Implementering af grafik
For at kunne løse denne opgave, er det vigtigt at vide hvordan man implementerer billeder
i Java. Derfor har der været nogle sm˚a tests af hvordan dette fungerer. I disse test har vi
fundet frem til to centrale kodestumper, som var vigtige for grafikken i spillet fungerede som
ønsket. Den første kodestump, tilføjer et billede til Swing komponent mens det andet skulle f˚a
programmet til at bruge PNG’s alpha kanal, s˚a billederne kunne være gennemsigtige de steder
hvor de skulle være gennemsigtige.
1 public class BilledeKomponent extends JPanel {
2
3 public BilledeKomponent ( ) {
4 ikon = new ImageIcon ( ”/view/ g r a f i k / b a l l . png ”) ;
5 b i l l e d e = new JLabel ( ikon ) ;
6 setBounds (0 , 0 , ikon . getIconWidth ( ) , ikon . get IconHeight ( ) ) ;
7 add ( b i l l e d e ) ;
8 setOpaque ( fa l se ) ;
9 }
10
11 ImageIcon ikon ;
12 JLabel b i l l e d e ;
13 }
Figur 8.9: Kodeeksempel der viser et implementede billeder i Java
I kodeeksemplet figur 8.9 kan det ses hvordan vi grundlæggenede har implementeret billeder
i spillet. Følgende er en beskrivelse af hvad koden gør.
I første linje kan man se, at vi laver en specialisering af JPanel til vores BilledeKomponent
klasse. Ved at bruge Swing komponenter, kan vi tilføje dette komponent til andre komponenter.
I linje 4 ses det at vi bruger Swings ImageIcon til at tegne vores billede. I næste linje bliver
dette billede tilføjet til en JLabel ved at bruge dens konstruktør. Denne JLabel har fra starten
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den rigtige størrelse, men det har selve vores klasse ikke, s˚a i linje 5 retter vi lige størrelsen, s˚a
den har billedes størrelse. I linje 6 tilføjer vi JLabelen til komponenten.
Linje 7 er her hvor vi definere at billede kan være gennemsigtige. I Java api st˚ar der at
Opaque (da uigennemsigtig) normalt er sat til falsk, men det afhænger ogs˚a hvilket look-and-
feel man bruger, og i vores tilfælde var det nødvendigt at sætte denne til falsk.
Vi fandt ud af den at m˚ade vi havde implementeret spillestængerne p˚a ikke var optimal.
Derfor valgte vi at lave om grafikken og klassedesignet. Vi samlede alle spillestængerne, samt
skyggerne p˚a bordet, i e´t billede, der blev lagt i laget over bolden. P˚a denne m˚ade kaster
stængerne skygge ned p˚a bolden.
P˚a billedet 8.10 og 8.11 ses de nye billeder der bliver brugt i spillet. Da billede med spiller-
stængerne er blevet ændret, til at indeholde alle spillerstængerne, har vi ogs˚a lavet lidt om i
klassediagrammet fra opgave 1, som kan ses p˚a figur 8.12. Det ses p˚a det nye klassediagram at
vi har fjernet klassen PoleView. Vi har i stedet tilføjet billedet af spillerstængerne i TableView.
Figur 8.10: Nyt billede af spillerstænger med skygge
Figur 8.11: Nyt baggrundsbillede uden skygge
8.6 Evaluering
Denne iteration her skilt sig en del ud fra hvad der ellers har være programmeret i dette projekt.
Problemerne vi har skulle løses har g˚aet ud p˚a at finde ud af hvordan man kan implementere
billeder i Java. I de iterationer der har omhandlet programmeringen af modellen, har det mere
g˚aet ud p˚a at finde en algoritmisk løsning af forskellige problemer. Produktet af iterationen, er
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Figur 8.12: Nyt klassediagram over View delen
det færdige program. Vi er blevet nødt til at g˚a p˚a kompromis med ydelsen af programmet for
at g˚a grafikken til at fungere. Vi er tilfredse med View delen, men erkender at implementation
af denne ville være blevet forbedret, s˚afremt havde vi haft flere mandetimer til r˚adighed.
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Afrunding
9.1 Diskussion
Gennem rapporten har fokus været fremadrettet. Det er nu tid til at vende fokus, og se tilbage
p˚a produktet og processen. Hvad er g˚aet godt, og hvad er g˚aet mindre godt? Hvorfor er det g˚aet
s˚adan, og hvilke erfaringer har vi gjort os i løbet af projektperioden? Vi vil følgende diskutere
disse punkter samt andre relevante emner for dette projekt.
Der er i programmeringsprocessen blevet lagt stor vægt p˚a at vores program skulle være
meget generisk s˚aledes at diverse moduler let kunne ændres, udvides eller udskiftes. Dette blev
bl.a. gjort ved at gøre brug af Model-View-Control, samt holde en lav kobling klasserne imellem.
Vi mener at denne del er projektet, er den som er lykkedes bedst. Det er især modellen der,
p˚a trods af at savne en optimering, tilbyder mulighed for udvidelse p˚a en let og overskuelig
m˚ade. Ydermere mener vi at har f˚aet stablet en fornuftig model til programmet, p˚a trods af
at denne tage udgangspunkt i pseudo-fysik. Dette var et valg vi tog p˚a baggrund af den tid vi
havde til r˚adighed i projektet. Med de problemer vi havde i løbet af projektet med fysikken i
programmet, m˚a vi tage til overvejelse om dette fornuftigt et valg. Muligvis ville vi med en mere
matematisk/fysik tilgangsvinkel, kunne have vi undg˚aet visse problemer vi har m˚atte døje med
undervejs.
Sammenkoblingen mellem grafik og model er ikke optimal. Men vi mener alligevel at vores
grafikdel har en god basis for at blive færdiggjort. Alt grafik er tegnet, og klasserne er opdelt
s˚a det er let at g˚a ind og ændre de enkelte grafikkomponenter.
Det vi mener er g˚aet d˚arligst under programmeringen er vores tidsestimering. Vi har været
alt for optimistiske n˚ar vi skulle estimere tiden gennem projektforløbet.
Opdelingen af projektet i iterationer har hjulpet os med at overskue de enkelte problemer.
Til gengæld har det ogs˚a medført at vi ikke har form˚aet at se længere end en iteration frem af
gangen. Hvilket gjorde at den overordnede tidsestimering var ikke eksisterende.
En følge af dette var at vi først sent i processen inds˚a at vi ikke kunne n˚a at implementere
netværksdelen. P˚a tilsvarende vis led den grafiske brugergræseflade under samme problem. Her
blev konsekvensen at vi ikke tildelte denne iteration den fornødne tid. Selv ikke programmets
model er præcis som vi vil have den. Bolden reagerer ikke som den ville i virkeligheden n˚ar den
bliver skudt til, og kan ryge ud over kanten af bordet. Vi mener dog ikke at have prioriteret
vores tid forkert, men blot sl˚aet for stort et brød op.
Skulle der tages fat p˚a programmet, for at arbejde videre med dette i en fremtidig sammen-
hæng, ville det være nødvendigt at starte ud med en optimeringsiteration. Dette skyldes bl.a. at
opdelingen af visse ting i programmet kom til at virke mere eller mindre unaturligt, jo længere
vi kom projektforløbet. Ydermere tvang tiden os til at lave ikke optimale lappeløsninger.
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9.2 Konklusion
Vi opn˚aede i projektet at opfylde problemformulelingen delvist. Det lykkedes os at implementere
en prototype af computerspillet. Dvs. at programmets funktionalitet er begrænset til at kun
e´n spiller kan bruge spillet af gangen. Derved er det ikke muligt at gennemføre et spil, som vi
havde forestillet os ved projektets start. Dette er tildels fordi vi ikke har f˚aet implementeret
netværksdelen.
Meget arbejde er g˚aet med at gøre programmet let udvideligt. Dette m˚al mener vi at have
n˚aet til en s˚adan grad at den kode der er færdig vil kunne bruges i en komplet version af
bordfodboldspillet.
Vi konkluderer at vi fra start fik gabt over for stor en mundfuld, hvad angik program-
mets omfang. Alligevel mener vi at have implementeret de essentielle dele af programmet, og
produktet afspejler de træk der kendetegner et virkeligt bordfodboldspil.
9.3 Perspektivering
Perspektivering blev en central del af dette projekt, i og med at vi ikke n˚aede alle de m˚al vi
havde sat os. Istedet har vi m˚atte se fremad, og prøve at beskrive hvordan en færdig applikation
i vores hoveder ville komme til at se ud. Først og fremmest er det en del funktionalitet som vi
mener vores program mangler for at være afrundet. De funktioner vi anser som vigtige før end
at spillet er spilbart er:
• Netværksunderstøttelse til spil over lokale netværk
• En scoretavle som holder styr p˚a stillingen.
• En metode der holder styr p˚a hvorn˚ar spillet er afsluttet.
• En knap der tilføjer en ny bold til bordet s˚afremt der ikke allerede er en bold p˚a bordet.
Ser vi længere frem, forestiller vi os at dette projekt kunne fortsættes som bachelorprojekt
i næste semester, idet fokus i dette projekt netop har været udvidelighed. Vi forestiller os at
programmet kunne udvides med følgende funktionaliteter:
• Implementation af grafikken i Java3D.
• Fysisk korrekt fysikmotor.
• En database der kunne indeholde info om hold og kampe.
• Mulighed for afholdelse af turneringer.
• Mulighed for at ændring af holdopsætning (antal spillere p˚a de forskellige stænger).
• Tilføjelse af power-ups, s˚aledes at at boldens eller spillernes fysiske egenskaber midlertidigt
kan ændres, s˚afremt disse kommer i kontakt med en power-up.
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Bilag A
Programdokumentation
A.1 Brugervejledning
Man styrer 2 stænger af gangen, enten midtbane og angribere, eller forsvarer og m˚almand. Den
ene stang styres ved hjælp af musen, og den anden ved hjælp af tastaturet. Den stang der er
styres med musen siges at være fokuseret. Det anbefales at man anvender den fokuserede stang
til at skyde til bolden med, eftersom den hastighed hvormed stangen drejes bestemmer hvor
h˚ardt der bliver skudt til bolden. Rammer bolden i m˚al, bliver den 2sekunder efter placeret i
midten p˚a ny.
Tastaturknapper
spacebar - Skifter fokus af stang, indenfor den aktive gruppe
q - Skifter mellem kontrol af angreb og forsvar
w,s - Flytter den ikke fokuserede stang henholdsvis op og ned.
a,d - Drejer den ikke fokuserede stang henholdsvis højre- og venstre om.
A.2 model.Ball.java
Ansvarsomr˚ade
At repræsentere en bold i spillet og indeholde metoder til manipulation af bolden.
De vigtigste metoder
move(int v) kaldes for at rykke bolden. Afstanden bolden rykkes er lig med boldens hastighedsvek-
tor divideret med v.
invertVelocity(int i) inverterer boldens y-retning hvis i er 1, x-retning hvis i er 2 og b˚ade
og hvis i er 3.
transferVelocity(VectorPoint v) ligger v til boldens hastighedsvektor og sørger for at hastighedsvek-
toren ikke overstiger den maksimale fart bolden m˚a have.
run() sørger for at kalde alle de objekter der observerer p˚a bolden med argumentet ”moved”,
der betyder at bolden har rykket sig.
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A.3 model.Goal.java
Ansvarsomr˚ade
Repræsenterer et m˚al. Klassen holder styr p˚a antal m˚al der er scoret p˚a det.
De vigtigste metoder
goalHit() skal kaldes n˚ar der er scoret et m˚al. Returner 2 hvis der er scoret, 1 hvis bolden er
p˚a vej ned i m˚alet men at hele bolden endnu ikke er kommet i m˚al og 0 hvis der ikke er
scoret.
A.4 model.Man.java
Ansvarsomr˚ade
Klassen indeholder alle informationer om en spillefigur, herunder hvor manden er placeret og
dens størrelse.
De vigtigste metoder
isHit() checker om manden er ramt af bolden. Metoden returnerer 0 hvis manden ikke er ramt,
1 hvis manden er ramt fra toppen eller bunden, 2 hvis den er ramt fra en side og 3 hvis
bolden har ramt manden p˚a et hjørne.
A.5 model.Pole.java
Ansvarsomr˚ade
Pole-klassens opgave er at holde styr p˚a en spillestang. Klassen indeholder et antal Man-objekter
samt informationer om stangens vinkel og position p˚a spillebordet.
De vigtigste metoder
hitMen() checker om der er sket en kollision mellem bolden og en af de Man-objekter stangen
er oprettet med. Dette gøres ved at kalde alle Man-objekternes isHit()-metoder.
changeYPosition(int y) ændrer Pole-objektets y-placering med y. Som standard er positio-
nen p˚a et Pole-objekt altid lig med 0, der repræsenterer at at stangen starter i midten.
Checker desuden om der ved at rykke stangen er sket en kollision med bolden.
changeAngle(int a) ændrer vinklen p˚a Pole-objektet med a grader. Hvis vinklen herved
bliver større end 180◦ ændres den til -179◦. Modsat ændres vinklen til 180◦ hvis den
bliver mindre end -179◦. Efter vinklen er ændret checkes der for kollisioner med bolden.
A.6 model.Table.java
Ansvarsomr˚ade
Table er klassen der samler tr˚adene i modellen. Klassen opretter et antal Pole-objekter, samt en
bold og to m˚al. Table skal oprettes med et objekt af typen Dimension. Dette objekt bestemmer
størrelsen af bordfodboldbordet.
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De vigtigste metoder
moveBall() rykker bolden og kalder metoderne wallCol() og manCol() for at checke efter
kollisioner med hhv. væggene og mændene.
manCol() checker for kollisioner mellem bolden og mændene. Dette gøres ved at kalde alle
Pole-objekternes hitMan()-metode.
wallCol() checker for kollisioner mellem bolden og væggene.
addBall() tilføjer en bold til spillet, hvis der ikke er nogen bold i forvejen.
A.7 control.PoleControl
Ansvarsomr˚ade
Holder styr p˚a brugerinput, og ændrer i modellen alt efter hvad brugeren giver som input.
Klassen implementere b˚ade MouseMotionListener og KeyListener, og lytter dermed b˚ade p˚a
musen og tastaturet.
De vigtigste metoder
MouseMoved(MouseEvent e) bliver kaldt hver gang brugeren rykker musen. Metoden kalder
metoderne changeYPosition() og changeAngle(), der begge ligger i Pole-klassen, med in-
formation om hvad der skal ændres.
keyPressed(KeyEvent e) bliver kaldt hver gang brugeren trykker p˚a tastaturet. Metoden
reagerer dog kun hvis det er mellumrumstasten,’q’, ’w’, ’a’, ’s’ eller ’d’ der bliver trykket
p˚a. Hvis det er mellemrum der er trykket p˚a, skiftes hvilken stang der styres med musen.
Ved tryk p˚a ’q’ skiftes mellem angreb og forsvar. Ved tryk p˚a ’w’ eller ’s’ kaldes changeY-
Position(), og et tryk p˚a ’a’ eller ’d’ medfører at changeAngle() kaldes.
A.8 view.MainFrame.java
Ansvarsomr˚ade
Opretter hele spillet og opretter en ramme om spillet, som spillet skal køre i.
A.9 view.TableView.java
Ansvarsomr˚ade
Denne klasse har til opgave, at oprette de forskellige grafiske komponenter, som f.eks. view.BallView.
Klassen sørger at de grafiske komponenter tilføjes i den rigtige rækkefølge, s˚aledes at baggrunden
f.eks. kommer til at være bageved bolden.
A.10 view.BallView.java
Ansvarsomr˚ade
Klassen skal vise et billede af bolden og p˚a det rette sted, som defineret i modellen. Dette gøres
ved at klassen observerer p˚a ball i modellen.
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A.11 view.ManView.java
Ansvarsomr˚ade
Viser det korrekte billede relativt til vinklen af pole i modellen.
De vigtigste metoder
load() Loader alle billederne af spilleren ind i en ArrayList. P˚a den m˚ade skal programmet
ikke ned og læse p˚a harddisken, hver gang den skal hente et billede frem p˚a skærmen.
update(Observable o, Object arg) update bliver kaldt hver gang controllerklassen PoleControl
registrerer at man rykker p˚a en spillerstang. N˚ar det sker skal update opdatere, ved at
sætte spillermændene i overensstemmelse med modellen og skifte billede s˚a manden har
den rigtige vinkel.
A.12 util.SoundFX.java
Ansvarsomr˚ade
Denne klasse holder styr p˚a lyd til spillet.
De vigtigste metoder
playSound(String hits, float b) spiller en lyd alt efter hvilken tekststeng der gives som in-
put. Er den lig med ”man”afspilles et klonk. Ligeledes afspilles der lyde hvis tekststrengen
er ”goal” eller ”wall” . Den float metoden kaldes med er boldens hastighed. Den bruges
ikke til noget, men var originalt til at kunne afspille lydens højde i forhold til boldens
hastighed.
A.13 util.VectorPoint.java
Ansvarsomr˚ade
Klassen repræsenterer en blanding af en vektor og et punkt, da den kan bruges som begge ting.
Der er dog metoder i den der kun kan bruges hvis den bruges som en vektor.
De vigtigste metoder
distance(VectorPoint p) returnerer afstanden mellem p og det Vectorpoint du kalder meto-
den hos.
greatest() returnerer den største af x eller y.
length() returnerer længden p˚a vektoren.
trim(float t) skalerer vektoren med t divideret med length().
A.14 Uddrag af billeder fra feltundersøgelse
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Figur A.1:
Figur A.2:
Figur A.3:
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Figur A.4:
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Bilag B
Kildekode
B.1 control.PoleControl.java
1 package c on t r o l ;
2
3 import model . Pole ;
4
5 import java . awt . event . MouseMotionListener ;
6 import java . awt . event . MouseEvent ;
7 import java . awt . event . KeyListener ;
8 import java . awt . event . KeyEvent ;
9 import java . awt . ∗ ;
10
11 public class PoleContro l implements MouseMotionListener , KeyListener {
12 public PoleContro l ( Pole [ ] po les , boolean i sDe f ender ) {
13 this . thePole = po l e s ;
14 SPACESMOVED = 8 ;
15 this . i sDe f ender = i sDe fender ;
16 s e l e c tPo l eFocus ( ) ;
17 }
18
19 public void s e l e c tPo l eFocus ( ) {
20 i f ( i sDe f ender ) {
21 i f ( keyFocus == 0) {
22 keyFocus = 1 ;
23 mouseFocus = 0 ;
24 } else {
25 keyFocus = 0 ;
26 mouseFocus = 1 ;
27 }
28 } else i f ( keyFocus == 2) {
29 keyFocus = 3 ;
30 mouseFocus = 2 ;
31 } else {
32 keyFocus = 2 ;
33 mouseFocus = 3 ;
34 }
35 }
36
37 public void mouseDragged (MouseEvent e ) {
38 }
39
40 public void mouseMoved(MouseEvent e ) {
41 Point cur rentPo int = e . getPoint ( ) ;
42 i f ( prev iousPo int != null ) {
43 thePole [ mouseFocus ] . changeAngle ( ( int ) ( cur rentPo int . getX ( ) −
prev iousPo int . getX ( ) ) / 2) ;
44 thePole [ mouseFocus ] . changeYPosit ion ( ( int ) ( cur rentPo int . getY ( ) −
prev iousPo int . getY ( ) ) / 2) ;
45 }
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46 prev iousPo int = currentPo int ;
47 }
48
49 public void keyPressed (KeyEvent e ) {
50 System . out . p r i n t l n ( e . getKeyChar ( ) ) ;
51 switch ( e . getKeyChar ( ) ) {
52 case ( ’ q ’ ) :
53 i sDe f ender = ! i sDe f ender ;
54 s e l e c tPo l eFocus ( ) ;
55 break ;
56 case ( ’ ’ ) :
57 s e l e c tPo l eFocus ( ) ;
58 break ;
59 case ( ’w ’ ) :
60 thePole [ keyFocus ] . changeYPosit ion(−SPACESMOVED) ;
61 break ;
62 case ( ’ a ’ ) :
63 thePole [ keyFocus ] . changeAngle(−SPACESMOVED) ;
64 break ;
65 case ( ’ s ’ ) :
66 thePole [ keyFocus ] . changeYPosit ion (SPACESMOVED) ;
67 break ;
68 case ( ’d ’ ) :
69 thePole [ keyFocus ] . changeAngle (SPACESMOVED) ;
70 break ;
71 }
72 }
73
74 public void keyReleased (KeyEvent e ) {
75 }
76
77 public void keyTyped (KeyEvent e ) {
78 }
79
80 private Point prev iousPo int ;
81 private boolean i sDe f ender ;
82 private int keyFocus ;
83 private int mouseFocus ;
84 private f ina l int SPACESMOVED;
85 private Pole [ ] thePole ;
86 }
B.2 model.Ball.java
1 package model ;
2
3 import u t i l . VectorPoint ;
4
5 import java . u t i l . Observable ;
6
7 public class Bal l extends Observable implements Runnable {
8 public Bal l ( VectorPoint startPos , VectorPoint s t a r tVe l o c i t y ) {
9 cente r = star tPos ;
10 v e l o c i t y = s t a r tVe l o c i t y ;
11 rad iu s = 12 ;
12 dec r ea s e = 0.999 f ;
13 MAXVEL = 7 ;
14 shouldRun = true ;
15 }
16
17 /∗∗
18 ∗ Moves the b a l l v∗ v e l o c i t y p i x e l s
19 ∗
20 ∗ @param v number o f p i x e l s to move
21 ∗/
22 public void move( int v ) {
23 cente r . add (new VectorPoint ( ( f loat ) ( v e l o c i t y . getX ( ) / v ) , ( f loat ) (
v e l o c i t y . getY ( ) / v ) ) ) ;
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24 }
25
26 /∗∗
27 ∗ Moves the b a l l xSquares , ySquares in p i x e l s
28 ∗
29 ∗ @param xSquares the number o f squares in x−d i r e c t i on
30 ∗ @param ySquares the number o f squares in y−d i r e c t i on
31 ∗/
32 public void jump( int xSquares , int ySquares ) {
33 cente r . add (new VectorPoint ( xSquares , ySquares ) ) ;
34 }
35
36 /∗∗
37 ∗ Inve r t the v e l o c i t y o f the b a l l i f i t h i t s something
38 ∗
39 ∗ @param i i=1 means i n v e r t y d i r ec t i on , i=2 means i n v e r t x d i r ec t i on , i=3
means i n v e r t both
40 ∗/
41 public void i n v e r tVe l o c i t y ( int i ) {
42 switch ( i ) {
43 case (1 ) :
44 v e l o c i t y . invertY ( ) ;
45 break ;
46 case (2 ) :
47 v e l o c i t y . invertX ( ) ;
48 break ;
49 case (3 ) :
50 v e l o c i t y . invertX ( ) ;
51 v e l o c i t y . invertY ( ) ;
52 break ;
53 }
54 }
55
56 public void t r a n s f e rV e l o c i t y ( VectorPoint v ) {
57 v e l o c i t y . add (v ) ;
58 i f ( v e l o c i t y . l ength ( ) > MAXVEL) {
59 v e l o c i t y . tr im (MAXVEL) ;
60 }
61 }
62
63 public void run ( ) {
64 while ( ! Thread . currentThread ( ) . i s I n t e r r up t ed ( ) ) {
65 setChanged ( ) ;
66 not i f yObse rve r s ( ”moved”) ;
67 s e tVe l o c i t y (new VectorPoint ( ( f loat ) v e l o c i t y . getX ( ) ∗ decrease , (
f loat ) v e l o c i t y . getY ( ) ∗ dec rea s e ) ) ;
68 try {
69 Thread . s l e e p (5 ) ;
70
71 } catch ( Inter ruptedExcept ion e ) {
72 e . pr intStackTrace ( ) ;
73 }
74
75 }
76
77 }
78
79 public void setShouldRun (boolean shouldRun ) {
80 this . shouldRun = shouldRun ;
81 }
82
83 public void s e tVe l o c i t y ( VectorPoint v e l o c i t y ) {
84 this . v e l o c i t y = v e l o c i t y ;
85 }
86
87 public void se tCenter ( VectorPoint c ent e r ) {
88 this . c en t e r = cente r ;
89 }
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90
91 public f loat getX ( ) {
92 return ( f loat ) c en t e r . getX ( ) ;
93 }
94
95 public f loat getY ( ) {
96 return ( f loat ) c en t e r . getY ( ) ;
97 }
98
99 public VectorPoint getCenter ( ) {
100 return cent e r ;
101 }
102
103 public VectorPoint g e tVe l o c i t y ( ) {
104 return v e l o c i t y ;
105 }
106
107 public int getRadius ( ) {
108 return rad iu s ;
109 }
110
111 private boolean shouldRun ;
112 private f ina l f loat MAXVEL;
113 private int rad iu s ;
114 private f loat dec rea s e ;
115 private VectorPoint center , v e l o c i t y ;
116 }
B.3 model.Goal.java
1 package model ;
2
3 import u t i l . VectorPoint ;
4
5 import java . awt . ∗ ;
6
7 public class Goal {
8
9 public Goal ( Point l o ca t i on , int s i z e , S t r ing team) {
10 this . team = team ;
11 this . s i z e = s i z e ;
12 this . l o c a t i o n = l o c a t i o n ;
13 goa l sScored = 0 ;
14 System . out . p r i n t l n ( l o c a t i o n ) ;
15 }
16
17 public St r ing getTeam ( ) {
18 return team ;
19 }
20
21 public int goa lHi t ( ) {
22 i f ( Table . theBa l l . getCenter ( ) . getY ( ) > l o c a t i o n . getY ( ) &&
23 Table . theBa l l . getCenter ( ) . getY ( ) < l o c a t i o n . getY ( ) + s i z e ) {
24 i f (Math . s q r t (Math . pow( Table . theBa l l . getCenter ( ) . getX ( ) , l o c a t i o n .
getX ( ) ) ) > Table . theBa l l . getRadius ( ) ) {
25 goa l sScored++;
26 return 2 ;
27 }
28
29 return 1 ;
30 }
31 return 0 ;
32 }
33
34 private int s i z e , goa l sScored ;
35 private Point l o c a t i o n ;
36 private St r ing team ;
37
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38 }
B.4 model.Man.java
1 package model ;
2
3 import u t i l . VectorPoint ;
4
5 public class Man {
6 public Man( f loat xPos i t ion , int yPos i t i on ) {
7 this ( xPos i t ion , yPos i t ion , 20 , 30) ;
8 }
9
10 public Man( f loat xPos i t ion , int yPos i t ion , int xWidth , int yWidth ) {
11 this . xWidth = xWidth ;
12 this . yWidth = yWidth ;
13 this . yPos i t i on = yPos i t i on ;
14 this . xPos i t i on = xPos i t i on ;
15 bounce = 0.50 f ;
16 }
17
18 /∗∗
19 ∗ Method tha t checks i f the b a l l h i t t h i s man.
20 ∗
21 ∗ @return 0 i f the b a l l didn ’ t h i t anything , 1 i f the b a l l h i t a man from
the top , 2 i f the b a l l h i t a man from
22 ∗ the s ide , and 3 i f the b a l l h i t a man i a corner
23 ∗/
24 public int i sH i t ( ) {
25 i f ( Table . theBa l l . getCenter ( ) . getX ( ) >= xPos i t i on − getxWidth ( ) / 2 &&
26 Table . theBa l l . getCenter ( ) . getX ( ) <= xPos i t i on + getxWidth ( ) / 2)
{
27 i f (Math . abs ( Table . theBa l l . getY ( ) − yPos i t i on + yWidth / 2) <= Table
. theBa l l . getRadius ( ) | |
28 Math . abs ( Table . theBa l l . getY ( ) − yPos i t i on − yWidth / 2) <=
Table . theBa l l . getRadius ( ) ) {
29 return 1 ;
30 }
31 } else i f ( Table . theBa l l . getCenter ( ) . getX ( ) + Table . theBa l l . getRadius ( )
>= xPos i t i on − getxWidth ( ) / 2 &&
32 Table . theBa l l . getCenter ( ) . getX ( ) − Table . theBa l l . getRadius ( ) <=
xPos i t i on + getxWidth ( ) / 2) {
33 i f ( Table . theBa l l . getY ( ) >= yPos i t i on − yWidth / 2 && Table . theBa l l .
getY ( ) <= yPos i t i on + yWidth / 2) {
34 return 2 ;
35 } else i f ( Table . theBa l l . getCenter ( ) . d i s t anc e (new VectorPoint (
xPos i t ion , yPos i t i on ) ) <=
36 Math . s q r t (Math . pow(xWidth , 2) + Math . pow(yWidth , 2) ) / 2 +
Table . theBa l l . getRadius ( ) ) {
37 i f ( Table . theBa l l . getY ( ) < yPos i t i on ) {
38 i f ( Table . theBa l l . getX ( ) < xPos i t i on ) {
39 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getY ( ) < 0)
40 return 2 ;
41 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getX ( ) < 0)
42 return 1 ;
43 } else {
44 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getY ( ) < 0)
45 return 2 ;
46 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getX ( ) > 0)
47 return 1 ;
48 }
49 } else {
50 i f ( Table . theBa l l . getX ( ) < xPos i t i on ) {
51 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getY ( ) > 0)
52 return 2 ;
53 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getX ( ) < 0)
54 return 1 ;
55 } else {
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56 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getY ( ) > 0)
57 return 2 ;
58 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getX ( ) > 0)
59 return 1 ;
60 }
61 }
62 return 3 ;
63 }
64 }
65 return 0 ;
66 }
67
68 public int ge tyPos i t i on ( ) {
69 return yPos i t i on ;
70 }
71
72 public void s e t yPo s i t i on ( int yPos i t i on ) {
73 this . yPos i t i on += yPos i t i on ;
74 }
75
76 public f loat ge txPos i t i on ( ) {
77 return xPos i t i on ;
78 }
79
80 public void s e t xPo s i t i on ( f loat xPos i t i on ) {
81 this . xPos i t i on += xPos i t i on ;
82 }
83
84 public int getxWidth ( ) {
85 return xWidth ;
86 }
87
88 public int getyWidth ( ) {
89 return yWidth ;
90 }
91 public f loat getBounce ( ) {
92 return bounce ;
93 }
94
95 private int xWidth , yWidth , yPos i t i on ;
96 private f loat xPos i t ion , bounce ;
97 }
B.5 model.Pole.java
1 package model ;
2
3 import u t i l . VectorPoint ;
4 import u t i l . SoundFX ;
5
6 import java . u t i l . Observable ;
7
8 public class Pole extends Observable {
9 public Pole ( int menCount , int poleLength , int xPos i t i on ) {
10 this . poleLength = poleLength ;
11 XPOSITION = xPos i t i on ;
12
13 men = new Man[menCount ] ;
14
15 ang le = 0 .0 f ;
16 WEIGTH = 0.01 f ;
17 i sH i t a b l e = true ;
18
19 sound = new SoundFX( ) ;
20
21 manXWidth = 20 ;
22 manYWidth = 25 ;
23 manHeight = 40 ;
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24
25
26 i n i t ( ) ;
27 }
28
29 private void i n i t ( ) {
30 for ( int i = 0 ; i < men . l ength ; i++) {
31 menSpace = poleLength / (men . l ength + 1) ;
32 men [ i ] = new Man(XPOSITION, menSpace ∗ ( i + 1) , manXWidth , manYWidth
) ;
33 }
34 }
35
36 /∗∗
37 ∗ Checks i f t h eBa l l h i t s a man on the Pole
38 ∗
39 ∗ @return 0 i f the b a l l didn ’ t h i t anything , 1 i f the b a l l h i t a man from
the top , 2 i f the b a l l h i t a man from
40 ∗ the s ide , and 3 i f the b a l l h i t a man i a corner
41 ∗/
42 public int hitMen ( ) {
43 i f ( i sH i t a b l e ) {
44 for ( int i = 0 ; i < men . l ength ; i++) {
45 int t = men [ i ] . i sH i t ( ) ;
46 i f ( t != 0) {
47 sound . playSound ( ”man” , Table . theBa l l . g e tVe l o c i t y ( ) . l ength ( ) )
;
48 //TODO: bo lden s k a l a f t a g e f a r t n˚ar den rammer en mand
49
50 //Table . t h eBa l l . s e tVe l o c i t y ( Table . t h eBa l l . g e tVe l o c i t y () .
mu l t i p l y (0.999 f ) ) ;
51 return t ;
52 }
53 }
54 }
55 return 0 ;
56 }
57
58 /∗∗
59 ∗ Changes the Pole ’ s y−po s i t i on with y p i x e l s . Moves a l l men on the po l e s
p o s i t i o n s .
60 ∗
61 ∗ @param y number o f p i x e l s to move .
62 ∗/
63 public void changeYPosit ion ( int y ) {
64 i f ( yPos i t i on + y < menSpace − manYWidth && yPos i t i on + y > −menSpace +
manYWidth) {
65 for ( int i = 0 ; i < Math . abs (y ) ; i++) {
66 yPos i t i on += Math . abs ( y ) / y ;
67 for ( int j = 0 ; j < men . l ength ; j++) {
68 int temp = men [ j ] . i sH i t ( ) ;
69 i f ( temp > 0) {
70 jumpFromTop(men [ j ] ) ;
71 i f ( temp == 3)
72 jumpFromSide (men [ j ] ) ;
73 t r a n s f e rV e l o c i t y (new VectorPoint (0 , y ) ) ;
74 sound . playSound ( ”man” , Table . theBa l l . g e tVe l o c i t y ( ) .
l ength ( ) ) ;
75 }
76 men [ j ] . s e t yPo s i t i on (Math . abs ( y ) / y ) ;
77 }
78 }
79 setChanged ( ) ;
80 not i f yObse rve r s ( ”polemoved ”) ;
81 }
82 }
83
84 /∗∗
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85 ∗ Method tha t changes the ang le o f the Pole with a . Checks i f the po l e has
reached a he i gh t so t ha t the b a l l can ’ t
86 ∗ h i t i t .
87 ∗
88 ∗ @param a the number o f degrees the po l e has changed
89 ∗/
90 //TODO: ændre v ink l en s˚a den er dynamisk
91 public void changeAngle ( int a ) {
92 maxAngle = calcMaxAngle ( ) ;
93 maxReach = calcMaxReach ( ) ;
94 for ( int j = 0 ; j < Math . abs ( a ) ; j++) {
95 this . ang le += a / Math . abs ( a ) ;
96 i f ( ang le > 180) {
97 ang le = −179;
98 for ( int i = 0 ; i < men . l ength ; i++) {
99 men [ i ] . s e t xPo s i t i on (−2 ∗ maxReach) ;
100 }
101 }
102 i f ( ang le < −179) {
103 for ( int i = 0 ; i < men . l ength ; i++) {
104 men [ i ] . s e t xPo s i t i on (2 ∗ maxReach) ;
105 }
106 ang le = 180 ;
107 }
108
109 i f ( ang le <= maxAngle && angle >= −maxAngle ) {
110 i sH i t a b l e = true ;
111 for ( int i = 0 ; i < men . l ength ; i++) {
112 men [ i ] . s e t xPo s i t i on ( (Math . abs ( a ) / a ) ∗ (maxReach / maxAngle
) ) ;
113 int temp = men [ i ] . i sH i t ( ) ;
114 i f ( temp > 0) {
115 jumpFromSide (men [ i ] ) ;
116 i f ( temp == 3)
117 jumpFromTop(men [ i ] ) ;
118 t r a n s f e rV e l o c i t y (new VectorPoint ( a , 0) ) ;
119 sound . playSound ( ”man” , Table . theBa l l . g e tVe l o c i t y ( ) .
l ength ( ) ) ;
120 }
121 }
122 } else
123 i sH i t a b l e = fa l se ;
124 }
125 setChanged ( ) ;
126 not i f yObse rve r s ( ”turned ”) ;
127 }
128
129 private f loat calcMaxAngle ( ) {
130 return ( f loat ) (Math . acos ( ( manHeight−Table . theBa l l . getRadius ( ) ∗2) /
manHeight ) ∗(180/Math . PI ) ) ;
131 }
132
133 private f loat calcMaxReach ( ) {
134 return ( f loat )Math . s q r t (Math . pow(manHeight , 2 )−Math . pow(manHeight−Table .
theBa l l . getRadius ( ) ∗2 ,2) ) ;
135 }
136
137 /∗∗
138 ∗ Transfers the v e l o c i t y o f the Pole to t h eBa l l
139 ∗/
140 public void t r a n s f e rV e l o c i t y ( VectorPoint v ) {
141 Table . theBa l l . t r a n s f e rV e l o c i t y (v . mul t ip ly (WEIGTH) ) ;
142 }
143
144 /∗∗
145 ∗ Method tha t moves the b a l l m p i x e l s h o r i s on t a l
146 ∗
147 ∗ @param m te number o f p i x e l s to jump
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148 ∗/
149 private void jumpFromSide (Man m) {
150 i f ( Table . theBa l l . getCenter ( ) . getX ( ) − m. ge txPos i t i on ( ) > 0)
151 Table . theBa l l . jump (3 , 0) ;
152 else
153 Table . theBa l l . jump(−3 , 0) ;
154 }
155
156 /∗∗
157 ∗ Method tha t moves the b a l l m p i x e l s v e r t i c a l l y
158 ∗
159 ∗ @param m te number o f p i x e l s to jump
160 ∗/
161 private void jumpFromTop(Man m) {
162 i f ( Table . theBa l l . getCenter ( ) . getY ( ) − m. ge tyPos i t i on ( ) > 0)
163 Table . theBa l l . jump (0 , 3) ;
164 else
165 Table . theBa l l . jump (0 , −3) ;
166 }
167
168 public St r ing toS t r i ng ( ) {
169 St r ing tempString = ”” ;
170 tempString += ”No . o f Men : ” + men . l ength + ”\n” ;
171 tempString += ”Length o f Pole : ” + poleLength + ”\n” ;
172 tempString += ”X−Pos i t i on o f po l e : ” + XPOSITION + ”\n\n” ;
173 for ( int i = 0 ; i < men . l ength ; i++) {
174 tempString += ”Man number ” + i + ” @ ” + men [ i ] . g e tyPos i t i on ( ) + ”
” ;
175 }
176 tempString += ”\n\n” ;
177 return tempString ;
178 }
179
180 public int ge txPos i t i on ( ) {
181 return XPOSITION;
182 }
183
184 public int getPoleLength ( ) {
185 return poleLength ;
186 }
187
188 public f loat getAngle ( ) {
189 return ang le ;
190 }
191
192 public Man [ ] getMen ( ) {
193 return men ;
194 }
195
196 public void p r i n t t e s t ( ) {
197 for ( int i = 0 ; i < men . l ength ; i++) {
198 Man man = men [ i ] ;
199 System . out . p r i n t l n (man . g e tyPos i t i on ( ) ) ;
200 }
201 }
202
203 private SoundFX sound ;
204 private int manYWidth , manXWidth , manHeight ;
205 private boolean i sH i t a b l e ;
206 private f loat angle , maxAngle , maxReach ;
207 private f ina l f loat WEIGTH;
208 private int poleLength , yPos i t ion , menSpace ;
209 private Man [ ] men ;
210 private f ina l int XPOSITION;
211
212 public stat ic void main ( St r ing [ ] a rgs ) {
213 Pole t e s t = new Pole (5 , 650 , 50) ;
214 System . out . p r i n t l n ( t e s t ) ;
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215 }
216 }
B.6 model.Man.java
1 package model ;
2
3 import u t i l . VectorPoint ;
4
5 public class Man {
6 public Man( f loat xPos i t ion , int yPos i t i on ) {
7 this ( xPos i t ion , yPos i t ion , 20 , 30) ;
8 }
9
10 public Man( f loat xPos i t ion , int yPos i t ion , int xWidth , int yWidth ) {
11 this . xWidth = xWidth ;
12 this . yWidth = yWidth ;
13 this . yPos i t i on = yPos i t i on ;
14 this . xPos i t i on = xPos i t i on ;
15 bounce = 0.50 f ;
16 }
17
18 /∗∗
19 ∗ Method tha t checks i f the b a l l h i t t h i s man.
20 ∗
21 ∗ @return 0 i f the b a l l didn ’ t h i t anything , 1 i f the b a l l h i t a man from
the top , 2 i f the b a l l h i t a man from
22 ∗ the s ide , and 3 i f the b a l l h i t a man i a corner
23 ∗/
24 public int i sH i t ( ) {
25 i f ( Table . theBa l l . getCenter ( ) . getX ( ) >= xPos i t i on − getxWidth ( ) / 2 &&
26 Table . theBa l l . getCenter ( ) . getX ( ) <= xPos i t i on + getxWidth ( ) / 2)
{
27 i f (Math . abs ( Table . theBa l l . getY ( ) − yPos i t i on + yWidth / 2) <= Table
. theBa l l . getRadius ( ) | |
28 Math . abs ( Table . theBa l l . getY ( ) − yPos i t i on − yWidth / 2) <=
Table . theBa l l . getRadius ( ) ) {
29 return 1 ;
30 }
31 } else i f ( Table . theBa l l . getCenter ( ) . getX ( ) + Table . theBa l l . getRadius ( )
>= xPos i t i on − getxWidth ( ) / 2 &&
32 Table . theBa l l . getCenter ( ) . getX ( ) − Table . theBa l l . getRadius ( ) <=
xPos i t i on + getxWidth ( ) / 2) {
33 i f ( Table . theBa l l . getY ( ) >= yPos i t i on − yWidth / 2 && Table . theBa l l .
getY ( ) <= yPos i t i on + yWidth / 2) {
34 return 2 ;
35 } else i f ( Table . theBa l l . getCenter ( ) . d i s t anc e (new VectorPoint (
xPos i t ion , yPos i t i on ) ) <=
36 Math . s q r t (Math . pow(xWidth , 2) + Math . pow(yWidth , 2) ) / 2 +
Table . theBa l l . getRadius ( ) ) {
37 i f ( Table . theBa l l . getY ( ) < yPos i t i on ) {
38 i f ( Table . theBa l l . getX ( ) < xPos i t i on ) {
39 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getY ( ) < 0)
40 return 2 ;
41 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getX ( ) < 0)
42 return 1 ;
43 } else {
44 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getY ( ) < 0)
45 return 2 ;
46 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getX ( ) > 0)
47 return 1 ;
48 }
49 } else {
50 i f ( Table . theBa l l . getX ( ) < xPos i t i on ) {
51 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getY ( ) > 0)
52 return 2 ;
53 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getX ( ) < 0)
54 return 1 ;
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55 } else {
56 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getY ( ) > 0)
57 return 2 ;
58 i f ( Table . theBa l l . g e tVe l o c i t y ( ) . getX ( ) > 0)
59 return 1 ;
60 }
61 }
62 return 3 ;
63 }
64 }
65 return 0 ;
66 }
67
68 public int ge tyPos i t i on ( ) {
69 return yPos i t i on ;
70 }
71
72 public void s e t yPo s i t i on ( int yPos i t i on ) {
73 this . yPos i t i on += yPos i t i on ;
74 }
75
76 public f loat ge txPos i t i on ( ) {
77 return xPos i t i on ;
78 }
79
80 public void s e t xPo s i t i on ( f loat xPos i t i on ) {
81 this . xPos i t i on += xPos i t i on ;
82 }
83
84 public int getxWidth ( ) {
85 return xWidth ;
86 }
87
88 public int getyWidth ( ) {
89 return yWidth ;
90 }
91 public f loat getBounce ( ) {
92 return bounce ;
93 }
94
95 private int xWidth , yWidth , yPos i t i on ;
96 private f loat xPos i t ion , bounce ;
97 }
B.7 model.Table.java
1 package model ;
2
3 import u t i l . SoundFX ;
4 import u t i l . VectorPoint ;
5
6 import java . awt . ∗ ;
7 import java . u t i l . Observable ;
8 import java . u t i l . Observer ;
9
10 public class Table extends Observable implements Observer {
11 public Table ( Dimension dim) {
12 this . dim = dim ;
13
14 sound = new SoundFX( ) ;
15
16 GOALSIZE = ( int ) (dim . getHeight ( ) ∗ ( 0 . 3 ) ) ;
17 KEEPERDISTANCE = 60 ;
18 NUMBEROFPOLES = 8 ;
19 STARTVELOCITY = 1 f ;
20
21 blue = new Pole [NUMBEROFPOLES / 2 ] ;
22 red = new Pole [NUMBEROFPOLES / 2 ] ;
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23 bluePoleSetup = new int [ ] { 1 , 2 , 5 , 3} ;
24 redPoleSetup = new int [ ] { 1 , 2 , 5 , 3} ;
25
26 blueGoal = new Goal (new Point (0 , ( int ) (dim . getHeight ( ) / 2) − (GOALSIZE
/ 2) ) , GOALSIZE, ”Red”) ;
27 redGoal = new Goal (new Point ( ( int ) dim . getWidth ( ) , ( int ) (dim . getHeight
( ) / 2) − (GOALSIZE / 2) ) , GOALSIZE,
28 ”Blue ”) ;
29
30 p o l e I n i t ( ) ;
31 }
32
33 /∗∗
34 ∗ I n i t i a l i s e s the po l e s in two arrays : b l ue and red .
35 ∗/
36 private void p o l e I n i t ( ) {
37
38 int poleLength = ( int ) dim . getHeight ( ) ;
39 int spac ing = ( ( ( int ) dim . getWidth ( ) ) − KEEPERDISTANCE ∗ 2) / (
NUMBEROFPOLES − 1) ;
40 // For−l oop tha t i n i t i a l i z e s the men on each po l e
41 for ( int i = 0 ; i < NUMBEROFPOLES / 2 ; i++) {
42 i f ( i < 2) {
43 blue [ i ] = new Pole ( bluePoleSetup [ i ] , poleLength , KEEPERDISTANCE
+ spac ing ∗ i ) ;
44 red [ i ] =
45 new Pole ( redPoleSetup [ i ] , poleLength , ( ( int ) dim .
getWidth ( ) ) − (KEEPERDISTANCE + spac ing ∗ i ) ) ;
46 } else {
47 blue [ i ] = new Pole ( bluePoleSetup [ i ] , poleLength , b lue [ i − 1 ] .
g e txPos i t i on ( ) + 2 ∗ spac ing ) ;
48 red [ i ] = new Pole ( redPoleSetup [ i ] , poleLength , red [ i − 1 ] .
g e txPos i t i on ( ) − 2 ∗ spac ing ) ;
49 }
50 }
51 }
52
53 /∗∗
54 ∗ The methd tha t moved the b a l l
55 ∗/
56 public void moveBall ( ) {
57 f loat v = theBa l l . g e tVe l o c i t y ( ) . g r e a t e s t ( ) ;
58 /∗∗
59 ∗ Chops the movement o f the b a l l i n to b i t s , so t ha t we can check
s e v e r a l t imes f o r c o l l i s i o n
60 ∗ each time move i invoked
61 ∗/
62 for ( int i = 0 ; i < v ; i++) {
63 theBa l l . move ( ( int ) v + 1) ;
64 wal lCol ( ) ;
65 manCol ( ) ;
66 }
67 }
68
69 /∗∗
70 ∗ Checking f o r c o l l i s i o n s between the men and the Ba l l
71 ∗/
72 private void manCol ( ) {
73 Pole tempPole ;
74 for ( int i = 0 ; i < blue . l ength ; i++) {
75 tempPole = blue [ i ] ;
76 for ( int j = 0 ; j < tempPole . getMen ( ) . l ength ; j++) {
77 int t = tempPole . hitMen ( ) ;
78 i f ( t != 0) {
79 theBa l l . i n v e r tVe l o c i t y ( t ) ;
80 break ;
81 }
82 }
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83 }
84 for ( int i = 0 ; i < red . l ength ; i++) {
85 tempPole = red [ i ] ;
86 for ( int j = 0 ; j < tempPole . getMen ( ) . l ength ; j++) {
87 int t = tempPole . hitMen ( ) ;
88 i f ( t != 0) {
89
90 theBa l l . i n v e r tVe l o c i t y ( t ) ;
91 break ;
92 }
93 }
94 }
95 }
96
97 /∗∗
98 ∗ Checks f o r c o l l i s i o n s between the wa l l ’ s and the b a l l , and checks i f
t he re ’ s goa l .
99 ∗/
100 private void wal lCol ( ) {
101 i f (0 >= theBa l l . getCenter ( ) . getX ( ) − theBa l l . getRadius ( ) | |
102 theBa l l . getCenter ( ) . getX ( ) + theBa l l . getRadius ( ) >= dim . getWidth
( ) ) {
103 i f ( checkForGoal ( ) )
104 ;
105 else {
106 theBa l l . i n v e r tVe l o c i t y (2 ) ;
107 sound . playSound ( ”wal l ” , theBa l l . g e tVe l o c i t y ( ) . l ength ( ) ) ;
108 }
109 }
110 i f (0 >= theBa l l . getCenter ( ) . getY ( ) − theBa l l . getRadius ( ) | |
111 theBa l l . getCenter ( ) . getY ( ) + theBa l l . getRadius ( ) >= dim .
getHeight ( ) ) {
112 i f ( theBa l l . getY ( ) % dim . getHeight ( ) > 1 && theBa l l . getY ( ) % dim .
getHeight ( ) < 3)
113 breakFromWall ( ) ;
114 theBa l l . i n v e r tVe l o c i t y (1 ) ;
115 sound . playSound ( ”wa l l ” , theBa l l . g e tVe l o c i t y ( ) . l ength ( ) ) ;
116 }
117 }
118
119 private void breakFromWall ( ) {
120
121 theBa l l . s e tCenter (new VectorPoint ( ( f loat ) ( theBa l l . getY ( ) + theBa l l . getY
( )% dim . getHeight ( ) ) , theBa l l . getX ( ) + 1) ) ;
122
123 }
124
125 /∗∗
126 ∗ Checks f o r goa l s
127 ∗
128 ∗ @return true i f t h e r e s a goal , or the b a l l i s in the goal , but t h e r e s not
ye t a goa l .
129 ∗/
130 private boolean checkForGoal ( ) {
131 i f ( blueGoal . goa lHi t ( ) == 2 | | redGoal . goa lHi t ( ) == 2) {
132 sound . playSound ( ”goa l ” , theBa l l . g e tVe l o c i t y ( ) . l ength ( ) ) ;
133 removeBall ( ) ;
134 return true ;
135 }
136 i f ( blueGoal . goa lHi t ( ) == 1 | | redGoal . goa lHi t ( ) == 1)
137 return true ;
138 return fa l se ;
139 }
140
141 /∗∗
142 ∗ Make ’ s new b a l l wi th s t a r t p o s i t i o n and s t a r t v e l o c i t y
143 ∗/
144 public void addBall ( ) {
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145 i f ( theBa l l == null ) {
146 theBa l l = new Bal l (new u t i l . VectorPoint ( ( f loat ) dim . getWidth ( ) / 2 ,
KEEPERDISTANCE) ,
147 new u t i l . VectorPoint ( ( f loat ) Math . random ( ) − 0 .5 f ,
STARTVELOCITY) ) ;
148 theBa l l . addObserver ( this ) ;
149 bal lThread = new Thread ( theBa l l ) ;
150 bal lThread . s t a r t ( ) ;
151 }
152 }
153
154 /∗∗
155 ∗ Removes the b a l l
156 ∗ TODO: ordne removeba l l
157 ∗/
158 public void removeBall ( ) {
159 try {
160 Thread . s l e e p (2000) ;
161 } catch ( Inter ruptedExcept ion e ) {
162 e . pr intStackTrace ( ) ; //To change body o f catch statement use F i l e |
Se t t i n g s | Fi l e Templates .
163 }
164 theBa l l . s e tCenter (new u t i l . VectorPoint ( ( f loat ) dim . getWidth ( ) / 2 ,
KEEPERDISTANCE) ) ;
165 theBa l l . s e tVe l o c i t y (new u t i l . VectorPoint ( ( f loat ) Math . random ( ) − 0 .5 f ,
STARTVELOCITY) ) ;
166 }
167
168 public St r ing toS t r i ng ( ) {
169 St r ing tempString = ”” ;
170 for ( int i = 0 ; i < NUMBEROFPOLES / 2 ; i++) {
171 tempString += blue [ i ] + ”\n” ;
172 tempString += red [ i ] + ”\n” ;
173 }
174 return tempString ;
175 }
176
177 public Dimension getDim ( ) {
178 return dim ;
179 }
180
181 public Bal l getTheBal l ( ) {
182 return theBa l l ;
183 }
184
185 public Pole [ ] getBlue ( ) {
186 return blue ;
187 }
188
189 public Pole [ ] getRed ( ) {
190 return red ;
191 }
192
193 public int getNUMBEROFPOLES( ) {
194 return NUMBEROFPOLES;
195 }
196
197 public void update ( Observable o , Object arg ) {
198 moveBall ( ) ;
199 // setChanged () ;
200 // no t i f yObse rve r s (”moved ”) ;
201 }
202
203 private SoundFX sound ;
204 private Thread bal lThread ;
205 public stat ic Bal l theBa l l ;
206 private int [ ] b luePoleSetup , redPoleSetup ;
207 private f ina l int NUMBEROFPOLES, KEEPERDISTANCE, GOALSIZE;
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208 private Goal blueGoal , redGoal ;
209 private f ina l f loat STARTVELOCITY;
210 private Pole [ ] blue , red ;
211 private Dimension dim ;
212
213 }
B.8 util.SoundFX.java
1 package u t i l ;
2
3 import javax . sound . sampled . ∗ ;
4 import java . i o . F i l e ;
5
6 public class SoundFX {
7
8 public SoundFX( ) {
9 man = new F i l e [ ] {new F i l e ( ”sound/man2 . wav”) } ;
10 wa l l = new F i l e [ ] {new F i l e ( ”sound/wal l0 . wav”) } ;
11 goa l = new F i l e [ ] {new F i l e ( ”sound/man3 . wav”) } ;
12 }
13
14 //TODO: optimer d e t t e s˚a den l a v e r nog le audioinputstream−t a b e l l e r i s t e d e t
f o r Fi le−t a b e l l e r
15 public void playSound ( St r ing h i t s , f loat b) {
16 int ba l lSpeed = ( int ) b ;
17 try {
18 i f ( h i t s . equa l s ( ”man”) ) {
19 ba l lSpeed %= man . l ength ;
20 sound = AudioSystem . getAudioInputStream (man [ ba l lSpeed ] ) ;
21 } else i f ( h i t s . equa l s ( ”wa l l ”) ) {
22 ba l lSpeed %= wal l . l ength ;
23 sound = AudioSystem . getAudioInputStream ( wal l [ ba l lSpeed ] ) ;
24 } else i f ( h i t s . equa l s ( ”goa l ”) ) {
25 ba l lSpeed %= goa l . l ength ;
26 sound = AudioSystem . getAudioInputStream ( goa l [ ba l lSpeed ] ) ;
27 } else
28 sound = AudioSystem . getAudioInputStream (man [ 0 ] ) ;
29 DataLine . In f o i n f o = new DataLine . In f o ( Cl ip . class , sound . getFormat ( )
) ;
30 c l i p = ( Cl ip ) AudioSystem . getLine ( i n f o ) ;
31 c l i p . open ( sound ) ;
32 } catch ( Exception e ) {
33 }
34 c l i p . s t a r t ( ) ;
35 }
36
37 private AudioInputStream sound ;
38 private F i l e man [ ] , wa l l [ ] , goa l [ ] ;
39 private Clip c l i p ;
40 }
B.9 util.VectorPoint.java
1 package u t i l ;
2
3 public class VectorPoint extends java . awt . geom . Point2D . Float {
4
5 public VectorPoint ( ) {
6 super ( ) ;
7 }
8
9 public VectorPoint ( f loat x , f loat y ) {
10 super (x , y ) ;
11 }
12
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13 public void invertY ( ) {
14 y = −y ;
15 }
16
17 public void invertX ( ) {
18 x = −x ;
19 }
20
21 /∗∗
22 ∗ This method shou ld be used to trim a vec tor i f i t ’ s l eng t h i s b i g g e r than
wanted , t shou ld be sma l l e r than
23 ∗ the l eng t h o f the vec tor
24 ∗
25 ∗ @param t the v a r i a b l e used to trim with
26 ∗/
27 public void tr im ( f loat t ) {
28 x = x ∗ ( t / l ength ( ) ) ;
29 y = y ∗ ( t / l ength ( ) ) ;
30 }
31
32 public void setY ( f loat y ) {
33 this . y = y ;
34 }
35
36 public void setX ( f loat x ) {
37 this . x = x ;
38 }
39
40 /∗∗
41 ∗ Ca l cu l a t e s the l eng t h o f the vec tor
42 ∗
43 ∗ @return the l eng t h o f the vec tor
44 ∗/
45 public f loat l ength ( ) {
46 return ( f loat ) Math . s q r t (Math . pow(x , 2) + Math . pow(y , 2) ) ;
47 }
48
49 public VectorPoint mult ip ly ( int t ) {
50 x ∗= t ;
51 y ∗= t ;
52 return this ;
53 }
54
55 public VectorPoint mult ip ly ( f loat t ) {
56 x ∗= t ;
57 y ∗= t ;
58 return this ;
59 }
60
61 /∗∗
62 ∗ @return the g r a t e s t o f x or y
63 ∗/
64 public f loat g r e a t e s t ( ) {
65 return Math . abs (x ) > Math . abs (y ) ? Math . abs ( x ) : Math . abs ( y ) ;
66 }
67
68 /∗∗
69 ∗ @param p the po in t from wich the d i s t ance i s to be c a l c u l a t e d
70 ∗ @return the d i s t ance between t h i s po in t and p
71 ∗/
72 public f loat d i s t ance ( VectorPoint p) {
73 return ( f loat ) Math . s q r t ( (Math . pow( this . getX ( ) − p . getX ( ) , 2) + Math . pow
( this . getY ( ) − p . getY ( ) , 2) ) ) ;
74 }
75
76 /∗∗
77 ∗ @param other the po in t u want to add to t h i s po in t
78 ∗ @return t h i s po in t a f t e r add i t i on
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79 ∗/
80 public VectorPoint add ( VectorPoint other ) {
81 x += other . x ;
82 y += other . y ;
83 return this ;
84 }
85
86 }
B.10 view.BallView.java
1 package view ;
2
3
4 import javax . swing . ∗ ;
5 import java . u t i l . Observer ;
6 import java . u t i l . Observable ;
7
8 public class BallView extends JPanel implements Observer{
9
10 public BallView (model . Ba l l bal lModel ) {
11 this . bModel = bal lModel ;
12 bModel . addObserver ( this ) ;
13 setLayout ( null ) ;
14 // I n i t background
15 backIcon = new ImageIcon ( ” g r a f i k / b a l l . png ”) ;
16 background = new JLabel ( backIcon ) ;
17 background . setBounds (0 , 0 , backIcon . getIconWidth ( ) , backIcon .
get IconHeight ( ) ) ;
18 setBounds (0 , 0 , backIcon . getIconWidth ( ) , backIcon . get IconHeight ( ) ) ;
19 add ( background ) ;
20 setOpaque ( fa l se ) ;
21 }
22
23 public void update ( Observable o , Object arg ) {
24 i f ( ( ( S t r ing ) arg ) . equa l s ( ”moved”) ) {
25 int r = bModel . getRadius ( ) ;
26 s e tLoca t i on ( ( int ) ( bModel . getCenter ( ) . getX ( )−r )+tx , ( int ) ( bModel .
getCenter ( ) . getY ( )−r )+ty ) ;
27 }
28 }
29 private f ina l int tx = 28 ; //move model
30 private f ina l int ty = 35 ; //move model
31 private f ina l ImageIcon backIcon ;
32 private JLabel background ;
33 private model . Ba l l bModel ;
34 }
B.11 view.MainFrame.java
1 package view ;
2
3 import model . Table ;
4
5 import javax . swing . ∗ ;
6 import java . awt . ∗ ;
7
8 import c on t r o l . PoleContro l ;
9
10 public class MainFrame extends JFrame{
11
12 public MainFrame( Table model ) {
13 tableView = new TableView (model ) ;
14 getContentPane ( ) . setLayout (new BorderLayout ( ) ) ;
15 this . s e t S i z e ( Too lk i t . g e tDe fau l tToo lk i t ( ) . g e tSc r e enS i z e ( ) ) ;
16 getContentPane ( ) . add ( tableView , BorderLayout .CENTER) ;
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17
18 se tDe fau l tC lo seOperat ion (EXIT ON CLOSE) ;
19 s e tRe s i z ab l e ( fa l se ) ;
20 s e tV i s i b l e ( true ) ;
21 }
22
23 private TableView tableView ;
24
25 public stat ic void main ( St r ing [ ] a rgs ) {
26 Table f o o tba l lTab l e = new Table (new Dimension (840 ,452) ) ;
27 MainFrame frame = new MainFrame( f o o tba l lTab l e ) ;
28 PoleContro l t e s t i n g = new PoleContro l ( f o o tba l lTab l e . getBlue ( ) , fa l se ) ;
29 frame . addMouseMotionListener ( t e s t i n g ) ;
30 frame . addKeyListener ( t e s t i n g ) ;
31 }
32 }
B.12 view.ManView.java
1 package view ;
2
3 import javax . swing . ∗ ;
4 import java . awt . ∗ ;
5 import java . u t i l . ∗ ;
6
7
8 public class ManView extends JPanel implements Observer {
9
10 /∗∗ Creates a new ins tance o f ManView ∗/
11 public ManView( int ManNumber , model . Pole poleModel , model .Man manModel ,
S t r ing path ) {
12 pm = poleModel ;
13 mm = manModel ;
14 this . path = path ;
15 pm. addObserver ( this ) ;
16 setOpaque ( fa l se ) ;
17 setLayout ( null ) ;
18
19 backIcon = new ImageIcon ( path+”p0000 . png ”) ;
20 background = new JLabel ( backIcon ) ;
21
22 background . setBounds (0 , 0 , backIcon . getIconWidth ( ) , backIcon .
get IconHeight ( ) ) ;
23 s e t S i z e ( background . g e tS i z e ( ) ) ;
24 add ( background ) ;
25 loadImage ( ) ;
26 }
27
28 public void update ( Observable o , Object arg ) {
29 i f ( ( ( S t r ing ) arg ) . equa l s ( ”polemoved ”) ) {
30 se tLoca t i on ( getLocat ion ( ) . x , mm. ge tyPos i t i on ( ) − (mm. getyWidth ( ) /
2)+ty ) ;
31 }
32 i f ( ( ( S t r ing ) arg ) . equa l s ( ”turned ”) ) {
33 int a = ( int )pm. getAngle ( ) ;
34 i f ( a%4==0){
35 i f ( a<0)
36 a+=360;
37 backIcon = ( ImageIcon ) imageList . get ( a /4) ;
38 }
39 background . s e t I c on ( backIcon ) ;
40 }
41 }
42
43 private void loadImage ( ) {
44 for ( int i = 0 ; i < 90 ; i+=1){
45 i f ( i <10){
46 imageList . add (new ImageIcon ( path+”p000 ”+i+” . png ”) ) ;
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47 } else i f ( i>=10 && i < 100) {
48 imageList . add (new ImageIcon ( path+”p00 ”+i+” . png ”) ) ;
49 } else {
50 imageList . add (new ImageIcon ( path+”p0 ”+i+” . png ”) ) ;
51 }
52 }
53 }
54
55 private St r ing path ;
56 private ArrayList imageList = new ArrayList ( ) ;
57 private f ina l int tx = 28 ; //move model
58 private f ina l int ty = 35 ; //move model
59 private model . Pole pm;
60 private model .Man mm;
61 private ImageIcon backIcon ;
62 private JLabel background ;
63
64 }
B.13 view.TableView.java
1 package view ;
2
3 import model . Table ;
4 import model . Pole ;
5 import model .Man;
6
7 import javax . swing . ∗ ;
8 import java . u t i l . Observer ;
9 import java . u t i l . Observable ;
10 import java . awt . ∗ ;
11
12 public class TableView extends JPanel/∗ implements Observer ∗/{
13
14 public TableView ( Table model ) {
15 this . model = model ;
16 setLayout ( null ) ;
17 /∗ model . addObserver ( t h i s ) ; ∗/
18 model . addBall ( ) ;
19 backIcon = new ImageIcon ( ” g r a f i k /background . png ”) ;
20 f r on t I c on = new ImageIcon ( ” g r a f i k / foreground . png ”) ;
21 background = new JLabel ( backIcon ) ;
22 foreground = new JLabel ( f r on t I c on ) ;
23 background . setBounds (0 , 0 , backIcon . getIconWidth ( ) , backIcon .
get IconHeight ( ) ) ;
24 foreground . setBounds (0 , 0 , backIcon . getIconWidth ( ) , backIcon .
get IconHeight ( ) ) ;
25 setOpaque ( fa l se ) ;
26 s e tP r e f e r r e dS i z e (model . getDim ( ) ) ;
27 b a l l = new BallView (model . getTheBal l ( ) ) ;
28
29 b a l l . s e tLoca t i on (0 , 0 ) ;
30
31 for ( int i = 0 ; i < model .getNUMBEROFPOLES( ) / 2 ; i++) {
32 Pole b luePole = (model . getBlue ( ) [ i ] ) ;
33 for ( int j = 0 ; j < bluePole . getMen ( ) . l ength ; j++) {
34 Man mm = bluePole . getMen ( ) [ j ] ;
35 St r ing bluePath = ”g r a f i k /manBlue/ ” ;
36 ManView mw = new ManView( j , bluePole , mm, bluePath ) ;
37 mw. se tLoca t i on ( ( int )mm. ge txPos i t i on ( ) − (mm. getxWidth ( ) / 2) − (
mw. g e tS i z e ( ) . width / 2 − 7)+tx , mm. ge tyPos i t i on ( )− (mm.
getyWidth ( ) / 2)+ty ) ;
38 add (mw) ;
39
40 }
41 Pole redPole = (model . getRed ( ) [ i ] ) ;
42 for ( int j = 0 ; j < bluePole . getMen ( ) . l ength ; j++) {
43 Man mm = redPole . getMen ( ) [ j ] ;
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44 St r ing redPath = ”g r a f i k /manRed/ ” ;
45 ManView mw = new ManView( j , redPole , mm, redPath ) ;
46 mw. se tLoca t i on ( ( int )mm. ge txPos i t i on ( ) − (mm. getxWidth ( ) / 2) − (
mw. g e tS i z e ( ) . width / 2 − 7)+tx , mm. ge tyPos i t i on ( )− (mm.
getyWidth ( ) / 2)+ty ) ;
47 add (mw) ;
48 }
49 }
50 add ( foreground ) ;
51 add ( b a l l ) ;
52 add ( background ) ;
53 }
54
55
56 public void paint ( Graphics g ) {
57 super . pa int ( g ) ;
58 /∗ f o r ( i n t i = 0; i < model .getNUMBEROFPOLES() / 2 ; i++) {
59 g . se tCo lor ( Color .BLACK) ;
60 Pole tempRed = (model . ge tBlue () [ i ] ) ;
61 Pole tempBlue = (model . getRed () [ i ] ) ;
62 g . drawLine ( tempRed . g e t xPos i t i on ()+tx , 0+ty , tempRed . g e t xPos i t i on ()+
tx , tempRed . getPoleLength ()+ty ) ;
63 g . drawLine ( tempBlue . g e t xPos i t i on ()+tx , 0+ty , tempBlue . g e t xPos i t i on ()
+tx , tempBlue . getPoleLength ()+ty ) ;
64
65 f o r ( i n t j = 0; j < tempRed . getMen () . l en g t h ; j++) {
66 g . se tCo lor ( Color .RED) ;
67 Man m = tempRed . getMen () [ j ] ;
68 g . f i l l R e c t ( ( i n t )m. ge t xPos i t i on () − (m. getxWidth () / 2)+tx , m.
ge t yPos i t i on ()− (m. getyWidth () / 2)+ty , m. getxWidth () , m.
getyWidth () ) ;
69 }
70 f o r ( i n t j = 0; j < tempBlue . getMen () . l en g t h ; j++) {
71 g . se tCo lor ( Color .BLUE) ;
72 Man m = tempBlue . getMen () [ j ] ;
73 g . f i l l R e c t ( ( i n t )m. ge t xPos i t i on () − (m. getxWidth () / 2)+tx , m.
ge t yPos i t i on ()− (m. getyWidth () / 2)+ty , m. getxWidth () , m.
getyWidth () ) ;
74 }
75 }∗/
76 }
77
78
79 private f ina l int tx = 28 ; //move model
80 private f ina l int ty = 35 ; //move model
81 private f ina l BallView ba l l ;
82 private f ina l ImageIcon backIcon , f r on t I c on ;
83 private f ina l JLabel background , foreground ;
84 protected Table model ;
85
86 }
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