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Abstrakt
Diplomová práce se věnuje problematice optického rozpoznávání tabule úkolů v agilním
prostředí. Na základě teoretických poznatků o agilním projektovém řízení je představen
pojem tabule úkolů. Jsou diskutovány možné reprezentace tohoto agilního nástroje, jakožto
i jeho výhody a nevýhody. V souvislosti s optickým rozpoznáváním objektů navazuje teo-
retická část věnující se čárovým kódům, jejich struktuře a způsobech detekce a dekódování.
Z těchto diskutovaných skutečností pak vychází návrh aplikace reflektující všechny potřeby
zadavatele, kterým je společnost Siemens CT DC. Implementované řešení umožňující syn-
chronizaci karet mezi fyzickou a virtuální tabulí úkolů detekuje úkolové karty s úspěšností
přibližně 95 % a umožňuje úplnou synchronizaci tabule úkolů během čtyř cyklů. Nasaze-
ním v konkrétním vývojovém týmu došlo v případě plně autonomního režimu ke zhruba
pětinásobnému urychlení procesu synchronizace mezi tabulemi úkolů. V případě režimu
polo-autonomního pak ke zrychlení přibližně trojnásobnému.
Abstract
The master’s thesis deals with the optical recognition of the tasks board in the agile envi-
ronment. Based on theoretical knowledge about the agile project management, the concept
of the task board is introduced. Possible representations of this agile tool are discussed, as
well as their advantages and disadvantages. In connection with the optical recognition of
the objects, follows the theoretical part dealing with barcodes, their structure and methods
of detection and decoding. Based on these facts, the application design is reflecting all the
needs specified by the company Siemens CT DC which is the contracting authority of the
project. Implemented solution used for synchronization between the physical and virtual
task board is able to detect the task cards with reliability about 95 % and allows the full
synchronization of the task board during the four cycles. Deployment in the software deve-
lopment team and using the fully automated mode brings approximately five times quicker
synchronization than it was before. In a case of semi-automated mode, it is about three
times faster than before.
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Kapitola 1
Úvod
Moderní korporátní prostředí vyžaduje při vývoji softwaru velkou míru čitelnosti a kontroly,
jakožto i schopnost přizpůsobit se aktuálním potřebám a čelit náhlým rizikům. K pokrytí
všech těchto klíčových aspektů je zapotřebí upravit systém projektového řízení. Vhodnou
předlohu představují agilní metodiky. Za dva nejznámější představitele kategorie agilních
přístupů lze jednoznačně označit SCRUM a Kanban.
Každá z těchto metodik se liší v definovaných rolích, kontrolních schůzkách, ale i časovým
vymezením úseků, během kterých dochází k vývoji softwaru. Z toho vyplývá, že každá
z těchto metod nachází uplatnění v jiném prostředí. Několik věcí ale mají tyto přístupy
společných. Jednou z nich je použití tabule úkolů, na které dochází ke komunikaci mezi
všemi členy týmu a představuje pomyslnou nástěnku přístupnou i lidem mimo samotný
agilní tým. Způsobů reprezentace může být několik, ale kvůli již zmíněné komunikaci je
nejčastěji využívaná tabule virtuální, která je součástí softwaru pro agilní řízení.
I přesto, že tato reprezentace je velmi přínosná, některé aspekty, jako je např. interakce
členů při jejím používání, není schopna pokrýt tak efektivně. Z tohoto důvodu se používá
doplňkově tabule fyzická, umístěna přímo v místě, kde se většina členů týmu nachází. Pro-
blémem je efektivní synchronizace údajů na těchto dvou tabulích. Běžně dochází k tomu,
že úkony jsou duplicitně prováděny na obou tabulích a to zcela manuálně. S automatickým
řešením postaveným pro synchronizaci s nástrojem Agile Tools dostupným v rámci Team
Foundation Server přichází tato diplomová práce.
První kapitola teoretické části práce je věnována projektovému řízení jako celku, se
speciálním zaměřením na agilní metodiky. Dochází zde k porovnání tradičních liniových
a již zmíněných agilních přístupů. Projektové řízení je následně aplikováno pro odvětví
softwarového vývoje se zaměřením na určitá specifika této kategorie. V návaznosti na soft-
warový vývoj jsou představeny konkrétní metodiky, kterými jsou SCRUM a Kanban. První
podkapitola se věnuje jejich detailnímu popisu a je provedeno jejich přímé srovnání. Další
podkapitola se pak věnuje společnému artefaktu těchto přístupů, kterým je tabule úkolů.
Popsána je její funkce a možné dostupné řešení v podobě softwaru pro podporu agilního
projektového řízení.
Pro řešení problému synchronizace je nezbytné definovat problém rozpoznávání objektů.
Tématu se věnuje druhá kapitola. Konkrétně se zde pojednává o optickém rozpoznávání
objektů. Po krátkém úvodu obsahujícím stručnou historii odvětví následuje podkapitola
věnující se čárovým kódům. Jsou zde popsány základní kategorie, podle kterých je možné
čárové kódy dělit do skupin, a představeny konkrétní varianty kódů. Pro každou z kategorií
je stručně charakterizován proces detekce a následného dekódování.
V návaznosti na předchozí teoretické znalosti je ve třetí kapitole demonstrován kon-
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krétní problém a návrh jeho řešení. Nástinu realizace předchází specifikace požadavků na
výsledný produkt a popis samotného tvůrčího procesu ve vztahu k zadavateli. V této ka-
pitole se rovněž nachází popis prostředí, ve kterém bude nástroj pro optické rozpoznávání
úkolů nasazen. Součástí je i analýza informací, které bude zapotřebí uchovat pro potřeby
rozpoznávání a návrh vhodné reprezentace jejich uložení. Je diskutováno několik variant
možného řešení, včetně toho, které je ve finálním produktu skutečně využito. Pro toto řešení
je demonstrováno, jak bude probíhat detekce a dekódování. V samotném závěru této kapi-
toly se nachází popis samotné synchronizace informací mezi aplikací a aplikačním serverem
Team Foundation Server. Kapitola je uzavřena představením navrhovaného uživatelského
rozhraní.
Detailní popis realizace založený na předchozím návrhu je předmětem čtvrté kapitoly.
Je zde popsán způsob, jakým byla aplikace rozdělena do nezávislých modulů usnadňujících
udržovatelnost, zaměnitelnost a testovatelnost. V souladu s akceptačními kritérii je zároveň
popsán způsob, jakým dochází k automatickému generování kódu a to zcela v souladu se
současným řešením zadavatele.
Poslední pátá kapitola se věnuje nasazení aplikace v prostředí vývojového týmu a pre-
zentuje dosažené výsledky. Vyhodnocení spolehlivosti je měřeno na tzv. úplných synchro-
nizacích, během kterých dochází k opakovanému pořizování snímků scény a jejich vyhod-
nocování a to do té doby, dokud není každá úkolová karta alespoň jedenkrát dekódována.
Druhá část kapitoly se věnuje měření zrychlení synchronizace úkolů a to tak, že porovnává
dobu potřebnou k provádění synchronizace jedné a více karet před nasazením a následně
za použití nástroje pro optické rozpoznávání tabule úkolů.
Na konci celé práce se nachází závěr, který shrnuje a diskutuje dosažené výsledky a nabízí
pohled na slabé stránky implementovaného řešení a možná rozšíření aplikace.
Diplomová práce navazuje na semestrální projekt, jehož cílem bylo seznámení s agil-
ními metodami vývoje softwaru a prostudování možností optického rozpoznávání objektů.
Na základě získaných poznatků pak došlo k návrhu aplikace umožňujícího detekovat pozici
úkolové karty na tabuli úkolů a její následnou synchronizaci. To vše podle specifikací poža-
davků Siemens CT DC. Obsah semestrálního projektu byl s drobnými modifikacemi použit
v kapitolách 1, 2, 3 a 4. Navazující kapitoly staví na základech semestrálního projektu
a informace v něm uvedené dále rozvíjí.
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Kapitola 2
Agilní metody projektového řízení
V rámci druhé kapitoly diplomové práce je představen a definován pojem projektového ří-
zení. Podrobněji se zde probírá aplikace při vývoji software a jisté charakterové vlastnosti
softwarových projektů z pohledu jejich řízení. Následně navazující část pojednává o agil-
ním přístupu k řízení a plánování softwarových projektů. Prostor bude věnován i popisu
konkrétních agilních metod, kterými jsou SCRUM a Kanban. Z pohledu tohoto přístupu se
vysvětluje a definuje pojem SCRUM / Kanban board a jejich přínos pro metodu jako celek.
Kapitola je uzavřena přehledem a stručným popisem dostupných softwarových programů,
které slouží k podpoře agilních metodik.
2.1 Projektové řízení
Důležitým termínem druhé kapitoly je projektové řízení, neboli projektový management.
Projektové řízení zahrnuje dvě základní skupiny činností. Plánování, které popisuje, co
chceme, aby se stalo, a řízení odpovídající procesu, kterým chceme dosáhnout toho, aby se
plánované události skutečně staly[6]. Jak je již z definice zřejmé, tyto dva pojmy se navzá-
jem doplňují a není možné, aby v rámci projektu fungoval spolehlivě jeden bez druhého.
Detailnímu popisu jednotlivých fází předchází samotná specifikace pojmu projekt. Podle
jedné z mnoha definic je za projekt označován jakýkoliv „sled aktivit a úkolů, který má [33]:
∙ dán specifický cíl, jenž má být realizací splněn,
∙ definováno datum začátku a konce uskutečnění,
∙ stanoven rámec pro čerpání zdrojů potřebných pro jeho realizaci.“
Důležité je také zmínit, že za projektovou činnost se nepovažují periodicky se opaku-
jící práce. Je vhodné také objasnit i rozdíl mezi projektovým řízením a běžným liniovým
řízením. Projektové řízení je charakteristické tím, že se zaměřuje na dosažení určitého cíle
během určitého času, v rámci určitého rozpočtu. Liniové řízení je oproti tomu kontinuální
proces, jehož cílem je zachování stávajícího stavu řízení, při kterém není omezen časový
horizont a přidělování zdrojů je kontinuální. Jedná se o typ rutinního řízení procesu[6] [33].
Po objasnění základních pojmů projektového řízení je možné zaměřit se na základní fáze
životního cyklu projektu, kterými jsou plánování a řízení. Plánování zahrnuje hned několik
dílčích činností a skutečností [6]:
∙ stanovení cílů projektu a definování strategie vedoucí k jejich dosažení,
6
∙ dekompozice činností projektu,
∙ vytvoření organizační struktury a sestavení projektového týmu,
∙ zpracování implementačního plánu projektu (časový plán, plán nákladů, alokace zdrojů,
matice zodpovědnosti),
∙ specifikace nástrojů a technik pro řízení projektu,
∙ identifikace rizik a jejich možné řešení.
Projektové plánování zahrnuje plán toho, co a v jakém pořadí má být uděláno. Začíná
již při samotném zahájení projektu a je vstupem do další fáze, kterou je řízení. Cílem
projektového řízení je vhodná koordinace akcí, které plynou z projektového plánu a vedou
k efektivnímu naplnění požadovaných cílů, a to v požadovaném čase a za předpokládaných
nákladů. Úkolem fáze řízení je rovněž řešení nestandardních a konfliktních situací, které se
mohou nečekaně objevit [6].
Metodik implementujících různý pohled na projektové řízení je mnoho a každá z nich na-
jde své uplatnění pro konkrétní projekt, popř. se zaměřuje na určitý kritický aspekt projektu.
Složitost projektového řízení názorně definuje tzv. magický trojúhelník projektové řízení1
na obrázku 2.1. Ten názorně zobrazuje, jak je obtížné optimalizovat procesy s ohledem na
všechny limitující faktory. Zároveň je z něj patrné, že projektové řízení vyžaduje holistický
přístup k řešení projektů, umožňující najít optimální rozložení jednotlivých parametrů pro
konkrétní projekt, přičemž některé z těchto parametrů mohou být upřednostňovány (např.
zákazníkem) na úkor jiných [33].
Projekt
Čas Náklady
Rozsah
Fixní část
Proměnná část
Obrázek 2.1: Trojimperativ tradičního projektového řízení [inspirováno [18]]
2.2 Vývoj software
Předmětem zájmu diplomové práce z pohledu projektového managementu je vývoj softwa-
rových projektů. Tedy takových projektů, kde finální produkt, ke kterému směřují veškeré
snahy, představuje funkční programové řešení určitého známého problému.
Jednou z důležitých charakteristik vývoje softwaru je to, že je budován se smyslem pro
urgenci, působícím na několika úrovních současně. Prvotní úroveň tvoří skupina zaintere-
sovaných osob (Stakeholders) [31]. Jedná se o skupinu, bez jejíž podpory by nemělo smysl,
aby organizace, resp. projekt existoval. Spadají zde zejména samotní zákazníci, ale také pro-
duktoví manažeři reflektující potřeby zákazníků [9]. U této skupiny osob urgence reflektuje
1Také znám jako trojimperativ.
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vlastní zájem na realizaci daného projektu, neboť jim přináší přímý užitek. Druhou důleži-
tou skupinou jsou samotní softwaroví vývojáři. Pro ně je urgence symbolem toho, že práce,
kterou odvádějí, bude dostatečně oceněna a zároveň je zde velký tlak na to, aby byla v praxi
co nejdříve nasazena. Pro softwarové vývojáře lze za urgenci označit „pocit zadostiučinění“.
Jako poslední jsou zde samotní manažeři, pro které je urgence symbolem jasné vize, kam
musí projekt směřovat. Smysl pro urgenci má ale i své stinné stránky a může být jedním
z největších problémů, se kterými se týmy mohou potkat. Způsobuje totiž paniku, která
může vést k tomu, že jsou důležité části projektu přehlíženy a vzniká prostor k chybám.
V nejhorším případě dochází k chaotickému vývoji, kdy se přehlížejí opravdové požadavky
na produkt. Je tedy velice důležité, aby se pravidelně a řízeně kontrolovaly aktuální cíle
s ohledem na aktuální požadavky [31].
I přesto, že většina možných problémů, se kterými se týmy při vývoji softwaru mohou
potýkat, je jasně definovaná a existuje k ní množina ověřených řešení, mnoho organizací čelí
stále stejným problémům s doručováním kvalitního softwaru na čas dle očekávání zaintere-
sované skupiny osob [31]. Snahou a trendem projektového řízení v oblasti vývoje software je
vyhýbání se známým a dobře prozkoumaným chybám a nastavování takových procesů pro
plánování a řízení, které umožní řízenou kontrolu potřeb a cílů projektů, jakožto i reakci
na jejich změnu [27].
2.3 Agilní metodiky
Moderní softwarový vývoj sdílí, ale také se rozchází v několika pojmech s tradičními přístupy
k projektovému řízení. Jedním z tradičních těžkých2 přístupů je například vodopádový3
model vývoje, který očekává jasnou specifikaci požadavků už při zadání projektu. Zároveň
počítá s tím, že požadavky jsou v čase neměnné. V reálné praxi se ale specifikace produktu,
jakožto i jeho vlastnosti mohou velice často měnit [27] [31].
Se snahou o řešení výše zmíněných problémů přišly lehké agilní přístupy k vývoji soft-
waru charakteristické tím, že obsahují pouze základní principy a praktiky. Tímto odstíněním
od konkrétních specifických a přesně definovaných procesů se zbavují zbytečné byrokratické
zátěže [5]. Původ agilních metodik vychází ze zkušeností z reálného prostředí vývoje soft-
waru.
Před podrobnějším rozborem výhod a nevýhod agilních metodik je nasnadě zmínit první
klíčový milník, se kterým se tento pojem váže. Za ten se považuje rok 2001, kdy skupina
expertů na software definovala agilní manifest. Tento manifest obsahuje 4 základní hodnoty
[28]:
∙ Jednotlivci a interakce před procesy a nástroji.
∙ Fungující software před vyčerpávající dokumentací.
∙ Spolupráce se zákazníkem před vyjednáváním o smlouvě.
∙ Reagování na změny před dodržováním plánu.
Pro hodnoty platí, že jakkoliv jsou body napravo hodnotné, bodů nalevo si ceníme více.
Z těchto hodnot vychází 12 principů, kterými se agilní metodiky řídí [28]:
2Váha metodiky je odvozena od její podrobnosti a přesnosti.
3V literatuře také zmiňován jako Waterfall.
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1. Naší nejvyšší prioritou je vyhovět zákazníkovi časným a průběžným dodáváním hod-
notného softwaru.
2. Vítáme změny v požadavcích, a to i v pozdějších fázích vývoje. Agilní procesy pod-
porují změny vedoucí ke zvýšení konkurenceschopnosti zákazníka.
3. Dodáváme fungující software v intervalech týdnů až měsíců, s preferencí kratší periody.
4. Lidé z byznysu a vývoje musí spolupracovat denně po celou dobu projektu.
5. Budujeme projekty kolem motivovaných jednotlivců. Vytváříme jim prostředí, pod-
porujeme jejich potřeby a důvěřujeme, že odvedou dobrou práci.
6. Nejúčinnějším a nejefektnějším způsobem sdělování informací vývojovému týmu z vnějšku
i uvnitř něj je osobní konverzace.
7. Hlavním měřítkem pokroku je fungující software.
8. Agilní procesy podporují udržitelný rozvoj. Sponzoři, vývojáři i uživatelé by měli být
schopni udržet stálé tempo trvale.
9. Agilitu zvyšuje neustálá pozornost věnovaná technické výjimečnosti a dobrému de-
signu.
10. Jednoduchost – umění maximalizovat množství nevykonané práce – je klíčová.
11. Nejlepší architektury, požadavky a návrhy vzejdou ze samo-organizujících se týmů.
12. Tým se pravidelně zamýšlí nad tím, jak se stát efektivnějším, a následně koriguje
a přizpůsobuje své chování a zvyklosti.
Na základě výše uvedených poznatků lze stručně charakterizovat skupinu agilních meto-
dik. Obecně lze říci, že agilní postupy velice pružně a aktivně reagují na jakékoliv změny, se
kterými se projekt může potýkat, přičemž prosazují myšlenku, že jedinou cestou, jak prově-
řit správnost navrženého systému, je vyvinout jej (nebo jeho část) co nejrychleji, předložit
zákazníkovi a na základě zpětné vazby jej upravit. Dalším charakteristickým znakem je
skutečnost, že je zde přikládán velký důraz na jednotlivce a sdílení znalostí a aktivit mezi
všemi členy týmu. Posledním důležitým prvkem, na kterém jsou agilní metodiky založeny,
je přírůstkovost. To znamená, že tým po částech shromažďuje požadavky, které ve velice
krátkých iteracích vyvíjí a konzultuje se zadavateli [4].
Vhodná grafická reprezentace agilního přístupu k vývoji software je zachycena na ob-
rázku 2.2 pomocí trojimperativu projektového řízení. Nabízí se tak přímé srovnání s vizu-
alizací tradičního trojimperativu na obrázku 2.1 [13].
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Projekt
Čas Náklady
Rozsah
Fixní část
Proměnná část
Obrázek 2.2: Trojimperativ agilního projektového řízení [inspirováno [18]]
2.3.1 SCRUM
Další z metodik, které se diplomová práce bude podrobněji věnovat, je SCRUM. Název
vychází z terminologie ragby, ve které symbolizuje herní prvek označovaný jako mlýn. Po-
dobně jako ragby je SCRUM navržen jako adaptivní, rychlá a samoorganizující se metodika,
která se dokáže snadno vyrovnat s měnícími se požadavky, redukovat rizika a kontinuálně
zlepšovat produktivitu procesu vývoje softwaru [4].
Ve SCRUM jsou všechny aktivity praktikovány iterativně a inkrementálně. To znamená,
že činnosti jsou prováděny v iteracích, ve kterých dochází k dílčím přírůstkovým změnám.
Tento proces vyjadřuje diagram 2.3 popisující SCRUM. Jak je zde vidět, celý proces vychází
ze seznamu aktivit nazvaného produktový katalog (Product Backlog) přetransformovaného
na katalog sprintu (Sprint Backlog). Z těchto seznamů jsou v pravidelných iteracích odebí-
rány a zpracovány úkoly. Ke kontrole uvnitř iterací dochází ve 24hodinových intervalech,
kdy je úkol interně kontrolován v týmu v rámci denních schůzek (Daily Scrum). Po do-
končení iterace tým vyprodukuje výstup, který je validován všemi zúčastněnými stranami
[27].
Obrázek 2.3: Diagram SCRUM [převzato z [11]]
10
SCRUM obsahuje 3 klíčové role, které je třeba objasnit ještě před tím, než se zaměříme
na vnitřní organizaci a procesy [27].
Scrum Master
Klíčová osoba, která se stará o dodržování pravidel SCRUM. Stará se o komunikaci
mezi všemi rolemi. Odstiňuje tým od externích vlivů a stará se o maximální soustře-
dění všech účastníků.
Product Owner
Persona, která zastupuje zájmy zákazníka. Stará o definování zákaznických požadavků
a je zodpovědná za obsah produktu. Zodpovídá za plánování, určuje priority a provádí
akceptaci realizovaných úkolů, pokud splňují všechny náležitosti.
Team Member
Samoorganizující se jednotka, která je schopna měnit vydefinované požadavky na
funkční jednotky.
Procesní schůzky ve SCRUM jsou založeny na přesně definovaném formátu a časovém
rámci, který se pravidelně opakuje s různou periodou. Právě pravidelnost a dodržování
formátu (ať už časového nebo obsahového) jsou zcela klíčové, neboť umožňují efektivní
fungování týmu.
Na samotném počátku celého procesu je zapotřebí vydefinovat požadavky. To provádí
vlastník produktu (Product Owner). Jeho úkolem je stručné, ale jasné vydefinovaní poža-
dovaných funkčních celků, kterým obecně říkáme úkoly. Úkoly jsou následně vkládány do
produktového katalogu. Nejedná se o nic víc, než o řazený seznam, na jehož vrcholu jsou nej-
důležitější úkoly a naopak na jeho dně záležitosti s minimální prioritou. Vlastník produktu
posouváním úkolů uvnitř produktového katalogu ustanovuje aktuální priority [27].
Rozhodujícím pro určení priority je mimo jiné fakt, jak složitá je implementace dané
funkcionality. Na tuto otázku ovšem není sám vlastník produktu schopen odpovědět, a tak
existují plánovací schůzky (Sprint planning)4, jejichž úkolem je prozkoumat a pochopit
daný úkol, popř. si vyžádat další informace a na jejich základě pak definovat složitost. Ta je
obvykle definována pomocí jednotky nazývané bod (Story Point), která vyjadřuje relativní
složitost s ohledem na předchozí, již hotové úkoly [25].
Na základě produktového katalogu, pak Scrum Master vytváří seznam nazývaný katalog
sprintu. V něm již nezáleží na pořadí a jeho velikost je proměnná. Počet úkolů v seznamu
závisí na předchozích zkušenostech s tím, kolik bodů je tým schopen během jedné iterace
dodat. Této hodnotě se říká rychlost (Velocity). Její velikost se mění, a to v závislosti na
tom, kolik členů týmu se bude následující iterace účastnit5 [25]. Katalog sprintu je ve své
podstatě seznam úkolů, se kterými tým vstupuje do iterace, přičemž platí, že v průběhu
iterace se tento seznam nemůže měnit. Reagovat na možné změny je možné nejdříve v další
iteraci.
Nejdůležitějším termínem, se kterým se ve SCRUM můžeme setkat, je sprint. Jedná se
o časové období6, které se v pravidelných cyklech opakuje. Sprint má jasně definované vstupy
a výstupy, ale to co se děje uvnitř sprintu, nemá jasně definované řízení a plánování. Pravidla
pro sprint jsou velice jednoduchá. Každý člen týmu odebírá úkoly z katalogu sprintu podle
osobních preferencí a implementuje jejich obsah. Zároveň se každých 24 hodin účastní tzv.
denních schůzek, během kterých odpovídá na 3 základní otázky:
4Někdy také nazývané jako Grooming.
5Absence některého člena týmu, servisní iterace, ...
6Nejčastěji 14, nebo 30 dní, ale může být nastaveno individuálně.
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1. Jaké položky byly dokončeny za posledních 24 hodin,
2. jaké nové úkoly se chystá řešit během následujících 24 hodin,
3. jaká rizika, která případně mohou zkomplikovat jeho práci, se mohou v následujících
24 hodinách objevit.
Během tohoto meetingu dochází k rozšíření znalostí do týmu a zároveň je úkolem scrum
mastera identifikovat rizika a pomoci s jejich řešením. Úkolem vlastníka produktu mimo
samotné operace nad produktovým katalogem, který ovšem leží mimo sprint, je akceptace
již hotových úkolů. V tomto procesu dochází k ověřování implementace úkolů a kontrole,
zdali splňují všechna akceptační kritéria, která produktový vlastník definoval [27].
Na závěr sprintu probíhá důležitá schůzka nazývaná vyhodnocení sprintu (Sprint Demo)7.
Během ní tým široké veřejnosti8 prezentuje, co se během posledního sprintu podařilo zrea-
lizovat, a dochází ke kontrole požadavků [25].
Po ukončení sprintu následuje ještě jedna, poslední, neméně důležitá schůzka nazývána
retrospektiva Sprint Retrospective, během níž členové hodnotí uplynulý sprint. Tým se zde
snaží identifikovat jak problémy, tak pozitiva, která je provázela. Na základě těchto poznatků
stanovuje další interní akce, které by měly vést ke zlepšení, popř. udržení stávající situace
[27].
Veškeré schůzky a artefakty, jakožto i celý diagram toku informací SCRUM, je znázorněn
na obrázku 2.3. Šedé boxy vyjadřují artefakty a transformaci dat. Modré boxy pak schůzky
a jejich návaznost.
Kontrolním prvkem SCRUM je tzv. Burndown chart. Jedná se o graf, který se vytváří
pro každý sprint a vyjadřuje úbytek ze sumy všech bodů v daném Sprintu. Na vertikální ose
grafu leží suma zbývajících bodů pro daný sprint a na ose horizontální pak čas. Vizualizace
toho, jak by měl Burndown chart vypadat, je na obrázku 2.4.
Obrázek 2.4: Burndown chart [převzato z [1]]
7V některé literatuře také nazýváno jako Sprint Review.
8Může být tvořena samotným zákazníkem, ale také managementem nebo členy jiných týmu.
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2.3.2 Kanban
Název Kanban vychází z japonštiny, kde odpovídá slovu cedule. Jedná se o koncept, který je
velice úzce spjatý s principy štíhlé výroby. Tyto pojmy se objevují v souvislosti s metodikou
firmy Toyota, která je založena na tom, že se producent snaží v maximální míře uspokojit
zákazníkovy požadavky tím, že bude vyrábět jen to, co zákazník požaduje v co nejkratší
době a s minimálními náklady, bez ztráty kvality nebo na úkor zákazníka. [32].
Kanban, na rozdíl od jiných agilních metodik, je charakteristický svou volností. Není
zde přímo definované rozdělení rolí. Platí, že všichni účastnící procesu jsou rovnocennými
členy týmu. Výjimku může tvořit jakási verze produktového vlastníka, což je osoba, která
určuje prioritu úkolů a stanoví, v jakém přibližném pořadí se mají úkoly provádět. Stejně
tak nestanovuje žádné pevné termíny iterací nebo schůzek. Z těchto skutečností vyplývá
několik faktů, které zásadně ovlivňují nasazení [16].
Jak již bylo zmíněno v předchozím odstavci, Kanban nemá pevně stanovené iterace,
nicméně jisté limity zde najdeme. Pro zaznamenávání aktivity se zde rovněž používá Task
Board. Ta má ve své minimální podobě 3 kategorie odpovídající produktovému katalogu,
který obsahuje seznam úkolů, které se musí provést, seznam úkolů, na kterých se právě
pracuje, a seznam již dokončených úkolů. Omezení je zde aplikováno na počet úkolů v kate-
goriích, neboť se zde předpokládá, že souběžná práce na více úkolech ničí efektivitu. Např.
počet úkolů, na kterých se aktuálně pracuje, může být stanoven na dva. Stanovení konkrét-
ních limitů není nikde předepsáno a musí být odhadnuto. Nehledě na to, kolik bude mít tým
zdrojů, v této kategorii mohou být vždy přiřazeny pouze 2 karty úkolů. Cílem tohoto pří-
stupu je omezit rozpracovanou práci (což je základní princip štíhlé výroby) a minimalizovat
čas průchodu jednoho úkolu od začátku až do konce [16].
Výhodou řízení pomocí Kanban je minimum procesů, které musí být nastaveny. Dalším
nesporným přínosem je rychlost reakce na změny. Není zde zapotřebí čekat na dokončení
iterace, ale stačí vyměnit / změnit prioritu úkolů v produktovém katalogu. Tým je pak scho-
pen ihned reagovat na nové požadavky [16]. Funkčností přímo vyplývající z této metodiky
je pojem Continuous Integration, neboli průběžná integrace. Znamená to, že se po kaž-
dém dokončeném úkolu vytváří nové spustitelné sestavení programu. To umožňuje rychlejší
nalezení chyb a nedostatků v produktu.
Nesprávným nastavením limitů a nedostatečnou přímou kontrolou výstupů může dojít
k situaci, kdy se metodika v aktuální podobě stane neefektivní. Pakliže například tým ob-
sahuje člena, který je klíčovou osobou pro určitou část procesu a bez něj nemůže úkol danou
kategorií projít, vzniká tzv. úzké hrdlo9. Identifikace těchto problémů je možná pomocí ná-
stroje nazývaného Cumulative Flow Diagram, který zobrazuje počet úkolů v každém stavu
v závislosti na čase. Další používanou metrikou je Cycle time. Tato veličina vyjadřuje prů-
měrný čas, za který se jeden úkol dostane z jednoho konce vývoje na druhý (za jak dlouho
jsme jej schopni nasadit od doby započetí práce) [24] [16].
2.3.3 Tabule úkolů
Místo, na kterém se zaznamenává pracovní postup týmů využívajících agilních metodik
zmíněných v kapitolách 2.3.1 a 2.3.2, se nazývá Task Board neboli Tabule úkolů. Ačkoliv je
v samotném názvu slovo tabule, může se ve skutečnosti jednat o jakoukoliv plochu, ať už
virtuální či fyzickou, na které jsme schopni vytvořit několik kategorií a umisťovat zde karty
9Stav, kdy část týmu blokuje frontu úkolů, neboť není kapacitně schopna pokrýt jejich řešení. Doba, po
kterou úkoly čekají ve frontě se zvyšuje.
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Obrázek 2.5: Cumulative Flow Diagram [převzato z [2]]
odpovídající úkolům. Vizualizace virtuální Task Board je k vidění na obrázcích 2.6 a 2.7.
Tabule úkolů sestává z určitého, předem daného počtu sekcí, ve kterých se nachází úkoly.
Sekce většinou v praxi představují sloupce odpovídající specifickému stavu úkolu, přičemž
minimální počet sloupců je u těchto metodik stanoven na 3. První sloupec reprezentuje
katalog (Backlog) úkolů, které se mají zpracovat. Druhý sloupec je vyhrazen pro úkoly, na
kterých se pracuje. Poslední, třetí sloupec obsahuje úkoly, jež byly dokončeny [16].
Jednotlivé úkoly jsou reprezentovány kartami. Vzhled karty a její obsah není pevně určen
a je tak na každém týmu, aby si zvolil, jaký formát je pro něj nejvhodnější. Povětšinou se
zde ovšem nachází jednoznačný identifikátor úkolů (číselný, textový, obrazový,...), stručný
textový popis a také označení typu úkolu (chyba, požadavek na novou funkčnost,...) [16].
Životní cyklus úkolu pak vypadá tak, že na samotném počátku je úkol přiřazen do pro-
duktového katalogu. Konkrétní způsob výběru úkolů pro přiřazení do tohoto seznamu je
závislý na konkrétní použité metodě. Při zahájení práce na daném úkolu je karta přeřazena
z produktového katalogu do seznamu úkolů, na kterých se pracuje. Jakmile je práce dokon-
čena, úkol je zařazen do poslední kategorie označující již hotové úkoly. Jak bylo zmíněno
na začátku kapitoly 2.3.3, počet kategorií se může lišit v závislosti na konkrétním týmu.
Stejně tak se může lišit i počet mezikroků mezi první a poslední kategorií[16] [15].
Důležitým problémem, se kterým se bude tato diplomová práce potýkat, je reprezentace
Task Board v reálném týmovém prostředí a to zejména reprezentaci fyzickou a virtuální10.
Pro většinu moderních vývojových týmů je standardem tabule virtuální. Její nespornou
výhodou je dostupnost. Kdokoliv, může odkudkoliv přistupovat k potřebným datům, aniž
by musel být fyzicky přímo přítomen u tabule. Dalším pozitivem je množství uchované
informace. Ve virtuální podobě můžeme uchovat mnoho detailů, včetně vazeb, historických
událostí, ale i případných připomínek a diskuzí [23].
Opravdová fyzická reprezentace Tabule úkolů je velice kontroverzní téma. Je možné
najít celou řadu zastánců, ale stejně tak i velké množství odpůrců této metody. Mezi hlavní
nevýhody této reprezentace patří zejména omezené množství uchované informace a nutnost
fyzické přítomnosti při provádění změn. Výhody pak nejsou zcela zřejmé [23]. Protagonisté
10Virtuální reprezentace Tabule úkolů označuje v této práci takovou Tabuli úkolů, která je reprezentována
počítačovou aplikací.
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zmiňují zejména pojem označovaný jako informační radiátor. Ten označuje situaci, kdy
libovolná osoba nacházející se v prostředí okolo Task Board aktivně, nebo pasivně přijímá
informace na něm obsažené. Dochází tak k výměně informací a transparentnosti stavu úkolů
v rámci týmu [15].
2.3.4 Software pro agilní projektové řízení
Pro transparentnost a přehlednost procesů je zapotřebí zaznamenávat klíčové aktivity
a stavy, které agilní způsob řízení přináší. Jak bylo naznačeno v podkapitole 2.3.3, většina
dění se odehrává na místě zvaném Task Board. Jsou zde vkládány úkoly nové, zaznamenáván
postup na úkolech právě probíhajících a stejně tak zde najdeme i seznam již hotových úkolů.
Pro velmi malé centralizované týmy, popř. velmi malé projekty, si lze vystačit s tabulí fyzic-
kou. Množství informací zde nemusí být tak velké a struktura projektu tak komplikovaná.
Většina týmů i vzhledem k těmto faktům volí tabuli virtuální.
Virtuální Task Board je sdílen mezi všemi členy týmu ať už v lokální síti nebo pro-
střednictvím internetu. Software pro agilní projektové řízení přináší i mnohé další výhody,
neboť agilní řízení není jen o tabuli úkolů. Pomocí specializovaných aplikací je možné např.
nastavení přístupových práv v závislosti na rolích uživatelů, provádění tiskových sestav,
umožňujících detailní pohled na určité aspekty vývoje (reporting), ale také provázání změn
týkajících se samotného programového kódu, jako např. párování úkolů s konkrétní změnou
v systému správy souborů, provádění tzv. Code reviews11, nebo dokumentační činnost. Dále
v podkapitole 2.3.4 jsou prezentováni dva představitelé aplikačního softwaru, který je hojně
rozšířen v podnikovém prostředí.
JIRA Agile
Jedním z velkých hráčů na poli softwaru podporujícího agilní vývoj je aplikace JIRA, vy-
víjená společností Atlassian. JIRA samotná nemá přímou podporu agilního procesního ří-
zení, k tomu slouží modul JIRA Agile. Rozšíření zajišťuje funkčnost nezbytnou pro agilní
metody – zejména SCRUM a Kanban. JIRA Agile umožňuje sledovat týmovou spolupráci,
vizualizovat aktivitu v týmu, reportovat pracovní postupy, vytvářet odhady, řídit frontu
úkolů aj. Produkt vyniká svou komplexností a jednoduchým uživatelským rozhraním, které
je možné vidět na obrázku 2.6. Nespornou výhodou produktu JIRA je možná integrace s dal-
šími nástroji společnosti Atlassian, rozšiřujícími možnosti použití. Mezi ně patří například
modul Confluence umožňující správu široké databáze informací a usnadňující spolupráci
na projektu, nebo také nástroje pro správu zdrojového kódu jakými je např. Stash (správa
verzí).
JIRA je dostupná koncovým zákazníkům v několika cenových kategoriích odvíjejících
se od počtu uživatelů. Licencování aplikace umožňuje nasazení jak pomocí vlastních zdrojů
(umístění na vlastní stroje), tak v režimu Cloud12 přímo na serverech Atlassian.
Microsoft Agile Tools
I Microsoft nabízí firemně úspěšné kompletní řešení pro agilní týmy. Jeho produkt Agile
Tools je funkční celek, který je dostupný v rámci aplikace TFS (Team Foundation Server).
11Kontrola správnosti kódu dalšími členy týmu.
12Cloud umožňuje pořízení aplikace jako tzv. SaaS (Software as a Service), kde je aplikace uložena na
serverech poskytovatele a pořizovateli tak odpadají náklady na provozování a správu vlastních zdrojů.
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Obrázek 2.6: Prostředí JIRA Agile [převzato z [26]]
TFS je sada nástrojů pro týmovou spolupráci, umožňující sdílení programového kódu, za-
znamenávání pracovního postupu, nebo také vydávání software. Výhodou tohoto řešení je
pokrytí celého pracovního procesu vývojových týmů. Ty se tak mohou spoléhat na jedno
univerzální a plně propojené prostředí, které má jednotné ovládání a vzhled, jak je možné
vidět na obrázku 2.7.
Agile Tools je jako jeden z nástrojů nabízen jak ve verzi, která umožnuje provozování
na vlastních zdrojích, čím je výše zmíněné TFS, ale také jako SaaS (Software as a Service)
v rámci produktu Visual Studio Team Services. Koncovým zákazníkům je nabízen ve verzi
limitované pouze počtem uživatelů, od které se rovněž odvíjí koncová cena.
Obrázek 2.7: Prostředí Agile Tools [převzato z [19]]
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Kapitola 3
Strojové rozpoznávání objektů
Úvod kapitoly se věnuje problematice strojového rozpoznávání objektů obecně. Následuje
krátké představení rozšířené reprezentace strojově čitelných informací, představované čáro-
vými kódy. Navazující sekce se pak věnují členění těchto kódů a popisu jednotlivých variant
jak z hlediska struktury, tak následné detekce a dekódování informací.
Výrobní odvětví prodělalo v posledních dekádách výrazné změny. Po období mechani-
zace a industrializace, kdy průmyslové stroje usnadňovaly lidem práci, přišlo období au-
tomatizace. Termín automatizace rozšiřuje možnosti využití strojů z pouhého nástroje na
ucelené a mnohdy velice komplexní zařízení, které umožňuje řízení technologických zařízení
a procesů. Toto řízení může být plně automatizované, nebo v součinnosti s člověkem, který
zde figuruje jako partner, popř. operátor. Existuje několik úrovní, na kterých je možné
automatizovat, a to od strojů, které pouze na základě předem daných specifikací rutinně
provádějí nějakou činnost, až po stroje, které zkoumají své okolí a za běhu na jeho základě
provádějí konkrétní rozhodnutí a akce [30].
Automatické strojové rozpoznávání objektů je, jak už název napovídá, konkrétním pří-
kladem aplikace automatizace. Programové řešení se snaží překlenout most mezi reálným
světem, kde se objekt nachází a informačním systémem, kde existuje jeho virtuální repre-
zentace. Pro vytvoření tohoto obrazu a následnou synchronizaci je třeba získat informace
o reálném objektu a vhodným způsobem je transformovat a uložit.
Jednou z metod, které lze pro získání potřebných údajů použít, je ruční přepis. Tato
metoda nemá s automatizací příliš mnoho společného, ale je vhodné ji zmínit, jako typický
příklad industriálního řešení. Člověk používá informační systém jako nástroj, ale veškeré
akce a rozhodování leží na bedrech samotného uživatele. O této metodě získávání informací
lze říci, že je relativně spolehlivá a to do té míry, že uživatel zná kontext daného prostředí
a využívá abstraktního myšlení. Dokáže velice snadno získat požadované informace a provést
jejich transformaci do digitální podoby. Významnou roli zde ale hraje právě lidský faktor.
V případě dlouhodobé a rutinní činnosti se může vyskytnout únava, která následně může
vést k chybám [22].
Intuitivně tak vyplývá, že vhodnější variantou získání informací je strojové zpracování.
Na půli cesty mezi ručním přepisem informací a plně automatickým zpracováním leží po-
loautomatické zpracování. To využívá zařízení ovládané operátorem, které umožňuje čtení
informací a jejich převod do digitální podoby. Na operátorovi zůstává pouze část rutinního
procesu (např. verifikace správnosti údajů, detekce objektu, zpracování kontextových infor-
mací). I zde však hraje roli lidský faktor, riziko způsobení chyby se však přesouvá pouze do
činností prováděných operátorem. Logicky je riziko nižší, čím méně úkonů operátor provádí.
Poslední variantou je plně automatizované strojové rozpoznávání objektů. Veškerá čin-
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nost počínaje detekcí, následným dekódováním a finální verifikací padá na bedra stroje.
Toto řešení zcela postrádá lidský faktor a je tak odolné vůči chybám jím způsobeným.
I přesto je zde velký prostor k možných chybám a to zejména díky absenci abstraktního
myšlení a omezené znalosti kontextu.
Pro omezení chyb se proto v případě plně automatického, ale i poloautomatického zpra-
cování využívá abstrakce reality, čímž dochází k omezení počtu a velikosti příznakových
vektorů popisujících prostředí. Abstrakce může být dosaženo například tím, že přesně vy-
mezíme prostor, ve kterém by se objekt měl nacházet, a omezíme se pouze na výseč z reality
jako celku. Dalším velice často používaným zjednodušením je specifické uložení informace.
Pakliže kondenzujeme informace o zkoumaném objektu do jednoho místa, můžeme omezit
počet senzorů, čímž redukujeme možnou chybu způsobenou vadou čidla. Reálně dochází
k tomu, že je danému objektu, ať už manuálně nebo automaticky, přiřazen unikátní ští-
tek, obsahující veškeré potřebné informace. Takovýto štítek pak může být reprezentován
například obrazovým kódem, nebo elektromagnetickým či zvukovým signálem.
3.1 Čárové kódy
Nejideálnější reprezentací informací z hlediska co možná nejuniverzálnějšího použití, se
jeví uložení do obrazové podoby. Vytvořit odpovídající reprezentaci obrazového kódu je
velice jednoduché a lze tak učinit pouze s minimálními náklady. Nejdůležitějším faktorem
je vybrání takové reprezentace, která umožní uložení dostatečného množství informace, a to
tak, aby šla co nejjednodušeji detekovat a následně dekódovat.
Jako nejsnazší varianta se jeví zakódování pomocí kombinace alfanumerických znaků.
Tento přístup je velice pohodlný, neboť poskytuje vynikající čitelnost i pro případné uži-
vatele, kteří s ním přijdou do styku. Strojová čitelnost je ale velice špatná, přenositelnost
takového kódu mezi různými jazyky je také těžko použitelná, stejně tak jako poměr ulože-
ného množství informace a velikosti štítku, který tuto informaci drží [21].
Obecně průmyslově rozšířenou variantou, která je schopná efektivně držet relativně velké
množství informací na poměrově malé ploše, a to při stále spolehlivé schopnosti detekce
a dekódování, jsou čárové kódy [14]. Důležitým historickým milníkem pro čárové kódy se
stal rok 1973, kdy byl oficiálně 1rozměrný Universal Product Code (UPC) označen jako
standard pro produktový marketing [17].
3.1.1 Struktura a typy čárových kódů
Čárové kódy lze dělit do několika skupin. Nejdůležitější a také nejrozšířenější dělení je podle
toho, v kolika rozměrech jsou schopny uchovávat kódové informace. Specifikace, vlastnosti
a vhodnosti použití kódů z těchto jednotlivých skupin jsou popsány v následujících podka-
pitolách.
1D čárové kódy
Pro ukládání dat je u těchto čárových kódů využit pouze jeden rozměr, proto se jim také
někdy říká lineární čárové kódy. Data jsou většinou uložena ve formě různě širokých ver-
tikálních čar a mezer mezi nimi. Tyto kódy jsou většinou použity k uchování unikátních
číselných identifikátorů, existují ale i takové varianty, které umožnují uložení ASCII (Ameri-
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can Standard Code for Information Interchange)1. Teoreticky je tedy možné ukládat obsáhlé
informace do těchto kódů, ale jejich rozměr pak velmi rychle narůstá. Z tohoto důvodů je
u zařízení, která s těmito kódy pracují, nutnost konektivity k databázi, kde je pod unikátním
identifikátorem schován zbytek potřebných informací [17].
Ke čtení těchto kódů je možné využít např. laserovou čtečku, která vysílá laserový
paprsek a měří intenzitu odraženého světla. Umožňuje snímání kódu pouze z takových
povrchů, které jsou schopny odrážet světlo. Pro snímání z jakéhokoliv podkladu je nutné
využít komplikovanější lineární CCD2 čtečku, která snímá pouze světlo dopadající na snímač
a umožňuje čtení kódů i z obrazovek [17].
UPC
UPC byl zaveden v roce 1973 jako standard produktového marketingu. Umožňuje
kódování 12místného čísla. První číslice je znak systému kódování, dalších 5 číslic
je unikátní identifikátor výrobce, následujících 5 číslic slouží k identifikaci výrobku
a poslední číslice je kontrolní znak používán pro detekci chyby [17].
Obrázek 3.1: UPC-A kód s textem „12345678901“ [převzato z [10]]
EAN
European Article Number (EAN) je nadstavbou UPC. Platí, že snímače EAN dokáží
detekovat i UPC kódy. EAN existuje ve dvou verzích schopných uložit 8, nebo 13
číslic [17].
Obrázek 3.2: EAN-13 kód s textem „123456789012“ [převzato z [10]]
Code 39
Jedná se o vůbec první kód schopný kódovat alfanumerické znaky a některá inter-
punkční znaménka, jehož vznik se datuje do roku 1974. Podporována jsou pouze
velká písmena a znak * je vyhrazen jako start / stop znak. Vyskytuje se v několika
variantách obsahujících CRC3, nebo Mod 434 umožňujících detekovat chyby [17].
1Kódová tabulka definující znaky americké abecedy, čísla a další sadu často používaných tisknutelných
i netisknutelných znaků.
2Integrovaný obvod umožňující přečtení a uložení obrazové informace na základě fotoefektu.
3Code Redundancy Check sloužicí k detekci chyby.
4Součet všech hodnot v řetězci modulo 43.
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Obrázek 3.3: Code 39 kód s textem „ROZPOZNAVANI“ [převzato z [10]]
2D čárové kódy
Dvourozměrné čárové kódy používají, jak už z názvu vyplývá, k uložení informací dva
rozměry. Informace mohou být uloženy pomocí dvou základních technik [3]:
Složené kódy
Také známe pod pojmem víceřádkové kódy. Jsou tvořeny jednorozměrnými kódy, které
jsou umístěny nad sebe. Každý řádek složeného kódu je kódován pomocí vertikálních
čar různé tloušťky, stejně jako je tomu u 1rozměrných kódů. Na rozdíl od nich však
umožňuje uložení mnohem většího množství informací, při zachování stejné plochy.
Maticový kód
Data v maticových kódech jsou, jak už název vypovídá, formovaná do tvaru matice,
to znamená, že namísto čar jsou datové body reprezentovány např. čtverci, u kterých
záleží na jejich prostorovém umístění. V kontrastu se složenými kódy dokáží maticové
kódy uložit mnohem větší množství informací na menší ploše.
Právě již několikrát zmíněná možnost uložení většího množství informací na relativně
malé ploše zapříčinila velký rozmach těchto kódů v posledních letech. Mezi přednosti ply-
noucí z této skutečnosti patří schopnost detekce a korekce chyb. Základní možnosti sice
poskytovaly i 1rozměrné čárové kódy, ale poměrově v mnohem menší míře. Další výhodou
je možnost uložení všech potřebných informací do kódů a následná absence konektivity
k databázi, která by informace rozšiřovala. V neposlední řadě za rozmachem těchto kódů
stojí snímací technologie postavená na plošných CCD snímačích. Ty lze dnes nalézt v prak-
ticky jakémkoliv moderním mobilním telefonu a pro koncové uživatele je velice jednoduché
získat informaci zakódovanou pomocí tohoto kódu. V praxi se lze setkat s kódy umístěnými
na veřejných prostranstvích, sloužících k marketingovým účelům [14].
DataMatrix
Je příkladem velice rozmanitého čárového kódu a to jak z hlediska informační kapacity,
tak fyzických rozměrů. Charakteristický je kód tím, že má dvě sousední strany souvislé
a dvě s buňkami, které se pravidelně střídají. Umožňuje uložení libovolných znaků,
nehledě na zvolený jazyk, a to díky ukládání v binární podobě. Zároveň je velmi
tolerantní k chybám, neboť umožňuje detekci i opravu nalezených chyb [3].
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Obrázek 3.4: DataMatrix kód s textem „Optické rozpoznávání tabule úkolů“ [převzato z [10]]
PDF417
Příklad dvourozměrného složeného kódu, který sestává z několika lineárních kódů
nad sebou. Umožňuje uložit až 1.1 KB dat. Plně podporuje ASCII, ale může také
kódovat binární data nebo znakové sady. Umožňuje detekovat a opravit chyby, a to
v závislosti na zvoleném stupni korekce v rozsahu 0–8. Platí, že čím je zvolena vyšší
úroveň korekce, tím je kód rozměrnější [3].
Obrázek 3.5: PDF417 kód s textem „Optické rozpoznávání tabule úkolů“ [převzato z [10]]
QR
Quick Response (QR) kód je pravděpodobně nejrozšířenější dvourozměrný čárový
kód. Skládá se ze tří klíčových symbolů. Prvním z nich je znak sloužící pro detekci
pozice a umožňující rychlé nalezení kódu i na velice heterogenním podkladu. Dále
zarovnávající vzor použitý pro snadnější detekci kódu při deformacích obrazu. A jako
poslední pak časový vzor, střídající pravidelně tmavé a světlé buňky usnadňující ur-
čení velikosti samotných datových buněk. QR kód může kódovat alfanumerické znaky
a 8bitová binární data. Čtení je velice odolné vůči chybám, neboť umožňuje korekci,
která dokáže opravit až 30 % poškozených znaků [3].
Obrázek 3.6: QR kód s textem „Optické rozpoznávání tabule úkolů“ [převzato z [10]]
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Aztec
Typ kódu, který na rozdíl od většiny výše zmíněných nepotřebuje tzv. Quite zone5,
neboť obsahuje zarovnávající symbol uprostřed samotného kódu. Kód je odolný k chy-
bám a umožňuje nejen jejich detekci, ale také korekci [3].
Obrázek 3.7: Aztec kód s textem „Optické rozpoznávání tabule úkolů“ [převzato z [10]]
3D čárové kódy
Poslední kategorií čárových kódů jsou kódy využívající všech tří rozměrů. Třetího rozměru
může být dosaženo několika způsoby, a to např. rozdílným materiálem nebo rozdílnou výš-
kou povrchu. Využití naleznou tyto kódy zejména na místech, kde se očekává, že by tištěné
kódy mohly být zničeny, znehodnoceny, nebo by bylo nemožné je přečíst, např. pod vodou.
Důležitým faktem je, že trojrozměrné kódy právě svým třetím rozměrem překračují rámec
běžných obrazových kódů a pro jejich snímání je zapotřebí využití několika zařízení6. Tyto
kódy nejsou prozatím příliš rozšířené a jejich zkoumání nebude předmětem této diplomové
práce.
3.1.2 Detekce a dekódování
Proces strojového rozpoznávání kódů lze rozdělit do dvou fází. První z nich je detekce, jejímž
cílem je nalézt požadovaný kód v získaných datech. Pro rozpoznávání obrazových kódů je
zapotřebí provést filtrování obsahu získaného obrazu a segmentovat pouze takové části,
které obsahují kód. Následující fází je dekódování. Vstupem této fáze v případě obrazových
dat je samotný, již segmentovaný a transformovaný kód, ze kterého se extrahuje binární
informace. Poté se provádí dekódování takto získaných dat a jejich interpretace [14].
Detekce
Pro spolehlivou detekci kódu se většinou používají specifické vzory, obsahující jistou pra-
videlnost, na rozdíl od vesměs chaotického okolního prostředí. Při zpracování obrazové in-
formace se obraz tzv. skenuje a prochází se jednotlivé řádky, ve kterých se hledá ona pra-
videlnost. Pakliže se podaří takovou pravidelnost najít, kontroluje se její výskyt i v dalších
řádcích, popř. se u složitějších vzorů provádí hledání dalších kontrolních prvků na očekáva-
ných místech. Existují i experimentální přístupy, využívající například lokálních příznaků,
na jejichž základě se trénuje datový model [34], ale jejich použití je velmi omezené a ne
příliš rozšířené.
5Prostor okolo kódu, který musí mít barvu pozadí a nesmí obsahovat žádné další prvky.
6Externí světelný paprsek a CCD snímač pod úhlem umožňující zaznamenat hloubku.
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Prvkem, který využívá většina kódů je tzv. Quite zone. Jedná se o prostor po obvodu
kódů (v případě dvourozměrných kódů), popř. pouze na pravé a levé straně (v případě
lineárních kódů), který je shodný s barvou pozadí a neobsahuje žádné prvky. Jeho důležitost
spočívá v tom, že umožňuje čtečce kódů určit, kde kód začíná a kde končí. Velikost zóny je
závislá na použitém typu kódu.
Nejdůležitějším prvkem kódů umožňujících jednoznačnou lokalizaci, jsou již výše zmí-
něné specifické vzory. Pro lineární kódy, popř. složené dvourozměrné kódy je charakte-
ristická sekvence vertikálních čar, které označují počátek a konec kódu a je podle nich
například možné určit orientaci kódu (určení levé a pravé strany). Tato sekvence je dobře
rozpoznatelná např. u kódu PDF417 na obrázku 3.5, kde je umístěna na levé i pravé straně
kódu a od datových bodů se liší tím, že jednotlivé čáry jsou souvislé po celé své délce [17].
Plošné dvourozměrné kódy mohou obsahovat lokalizační vzory po svém obvodu, jako je
tomu například u kódu DataMatrix znázorněného na obrázku 3.4. Zde lze vidět, že pravá a
spodní hrana obsahuje souvislou vrstvu plných bodů a naopak horní a levá hrana obsahují
pravidelně se střídající plné body a body bez výplně. Při detekování takových kódů řádkový
a sloupcový skener hledá tento pravidelně se opakující vzor, popř. souvislou vrstvu plných
bodů. Pakliže takové vzory nalezne, pokouší se z nich sestavit čtvercový kód [3].
Dalším rozšířeným způsobem lokalizace jsou tzv. Finder patterns neboli lokalizační sym-
boly, jež jsou umístěny na okrajích kódu, jako je tomu např. u QR kódu, nebo uprostřed,
jako je tomu u Aztec kódů. Pro tyto symboly je klíčový fakt, že obsahují vyplněné a prázdné
body v jistých pevně daných poměrech. Např. u již zmíněného QR kódu na obrázku 3.6
lze vidět tyto lokalizační vzory hned tři. Při jejich detekci se hledá vzor s pravidelně se
střídajícími plnými a prázdnými body, a to v poměru 1:1:3:1:1 tak, jak je znázorněno na
obrázku 3.8.
Obrázek 3.8: Lokalizační symbol QR kódu [vlastní]
Dekódování
Podstatou dekódování obrazu je extrakce zakódovaných informací z obrazových dat, ma-
jících formu matice pixelů s hodnotami odpovídajícími konkrétním barvám. Vstupem pro
dekódovací fázi je detekovaný segment původního obrazu obsahující samotný kód. Před
samotným extrahováním binárních informací z obrazu je vhodné zkontrolovat, zdali obraz
neobsahuje nežádoucích vlivy, jako je např. rotace nebo zkosení, a pokud ano, je vhodné
provést sadu geometrických transformací, které je potlačí nebo ideálně eliminují. I v tomto
kroku je u některých kódů možné použít pomocné symboly (Alignment pattern u QR kódu
verze 2 a vyšší).
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Nad takto získaným obrazem se následně provádí binarizace a to pomocí globálního,
nebo lokálního prahování. Tímto by mělo dojít k jasnému odlišení plných a prázdných
bodů kódu. V následujícím kroku je třeba položit na získaný binární obraz mřížku, pomocí
které budeme vytvářet bitovou matici reflektující získaný obraz. Ke správnému zarovnání
mřížky je i v tomto kroku možné použít speciální symboly, které pomáhají synchronizaci
a určení velikosti modulů (Timing pattern QR kódu). Nad takto získanou maticí následně
probíhá filtrování datových a řídících segmentů, které slouží pro případnou detekci a opravu
chyb, popř. vyplňují prostor tak, aby kód neobsahoval velké plochy bez bodů. Výstupem
z těchto fází je binární řetězec kódovaných dat a případně binární řetězec obsahující řídící
segmenty důležité pro dekódování.
Samotná data mohou být zakódována několika způsoby, které se odvíjejí od použitého
kódu. Jedním z nejjednodušších přístupů ke kódování dat je parita, což je speciální případ
jednobitového CRC7. K samotnému slovu, které má být kódováno, se přidá jeden kontrolní
paritní bit, jenž obsahuje informaci o počtu jedničkových bitů ve slově. Parita může být sudá
nebo lichá, označující sudý nebo lichý počet jedničkových bitů ve slově. Takto zakódované
slovo pak umožňuje detekovat lichý počet chyb a nedokáže žádnou chybu opravit. Různé
varianty paritního kontrolního součtu se využívají u jednorozměrných čárových kódů [20].
Pokročilejší variantou vhodnou zejména pro lineární bloky dat, je Hammingovo kódo-
vání. To využívá dvou matic, konkrétně generující matici𝐺 určenou pro kódování a kontrolní
matici 𝐻 pro dekódování. Dekódování probíhá tak, že se po přijetí kódového slova 𝑏 určí
pomocí vztahu 𝑠 = 𝐻 * 𝑏𝑇 syndrom 𝑠 a pakliže je tento syndrom nenulový, určuje nám
místo, kde došlo k chybě. Kódování v jeho základní variantě (7,4 – délka bloku 7, přičemž 4
bity kódují data) umožňuje detekovat a současně opravit jednu chybu. Rozšířená varianta
(8,4 – délka bloku 8, přičemž 4 bity kódují data) pak umožňuje detekovat až dvě chyby,
nebo jednu opravit. Změna v procesu dekódování nastává u kontrolní matice 𝐻, kde je
přidán navíc jednotkový řádek a nulový sloupec. Existují samozřejmě i varianty odvozené
pro delší slova. Výhoda Hammingova kódu spočívá v poměru datových a kontrolních bitů,
kterému odpovídá vztah 1− 𝑟
2𝑟 − 1 [14].
Velmi rozšířenou variantou použitou u vetšiny dvourozměrných kódů je kódování Reed-
Solomon. Reed-Solomonovy kódy patří do kategorie cyklických, lineárních kódů se symboly
tvořenými bloky. Jednotlivé Reed-Solomon kódy se označují zkratkou 𝑅𝑆(𝑛, 𝑘), kde 𝑛 je
délka kódovaného slova a 𝑘 je celková velikost kódu. Reed-Solomonův kód je velice flexibilní
a je schopen opravit až t chybných symbolů při zachování platnosti, že 2𝑡 = 𝑛− 𝑘, tedy že
počet chyb, které lze detekovat, je poloviční oproti počtu paritních bitů. Počet opravitelných
chyb je poté možné nastavit pomocí vhodných parametrů. Pro dekódování existuje několik
algoritmů, ale jejich princip spočívá v pěti fázích [14]:
∙ Výpočet syndromu, který určí, zdali nastala chyba.
∙ Nalezení chybového polynomu.
∙ Určení místa chyby z kořenů chybového polynomu.
∙ Stanovení velikosti chyby.
∙ Stanovení chybového slova.
∙ Oprava chyby – odečtením chybového slova od přijatého slova.
7Code redundancy check je speciální hashovací funkcí používanou k výpočtu kontrolního součtu.
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Kapitola 4
Návrh aplikace
Před samotným návrhem aplikace budou v kapitole 4.1 popsány základní požadavky a ome-
zení výsledné aplikace tak, jak byly specifikovány zadavatelem, kterým je společnost Siemens
CT DC. Poté bude představeno prostředí, ve kterém bude aplikace nasazena. Následně je
popsán proces výběru vhodného kódování informací pomocí čárového kódu a představena
jeho použitá podoba. Navazují sekce obsahující popis procesu detekce a dekódování tohoto
kódu. Závěr kapitoly se zabývá samotnou synchronizací dat mezi virtuální tabulí úkolů
a aplikací detekovanými změnami a návrhem uživatelského rozhraní.
4.1 Specifikace požadavků na výsledný produkt
Společnost Siemens CT DC, která je zadavatelem projektu, využívá ve svém vývojovém
oddělení agilní metodiky vývoje. Konkrétně se jedná o vlastní implementaci metodiky
SCRUM. Aktuálně používaným systémem, který umožňuje řízení pomocí vlastní imple-
mentace SCRUM, je TFS diskutované v rámci kapitoly 2.3.4. TFS mimo jiné poskytuje
systém pro správu verzí nebo podporu sestavovacích agentů a je tak pro zadavatele kom-
plexním řešením pro celý proces vývoje softwaru. Vývojové týmy nad rámec možnosti TFS
využívají také fyzické tabule úkolů, u kterých provádí denní SCRUM schůzky. Využití fy-
zické tabule úkolů přináší týmůmmnoho pozitiv, ale také dodatečnou potřebu synchronizace
s tabulí umístěnou v TFS. Právě zmíněna potřeba synchronizace dvou tabulí, které mohou
mít odlišný systém kategorií, vnáší do procesu možnost zanesení chyby.
Základním požadavkem zadavatele je vytvoření takového nástroje, který by mohl prová-
dět automatickou synchronizaci tabulí s ohledem na všechny rozdílné přístupy k procesům,
které se na nich odehrávají. Jelikož všechny požadavky na výslednou aplikaci nebyly před
zahájením práce známé a s ohledem na požadovanou pravidelnou kontrolu výstupů za-
davatelem, bylo přistoupeno při návrhu a implementaci k postupnému evolučnímu vývoji
prototypů. Tento přístup počítá se základní sadou požadavků již při samotném zahájení
práce, přičemž množina požadavků se s každým dalším prototypem zpřesňuje. Jakmile jsou
tyto požadavky implementovány v dostatečné kvalitě a nevznikají další, je možné vývoj
ukončit [8].
V průběhu implementace nástroje pro optické rozpoznávání úkolů docházelo k pravidel-
ným konzultacím. Během těchto schůzek byly zadavateli prezentovány prototypy vytvořené
na základě předchozích připomínek a zároveň pokrývající další, ještě neprezentované dílčí
požadavky. Díky vysoké frekvenci těchto schůzek se tak dařilo pružně reagovat na případné
změny v požadavcích, neboť zadavatel měl možnost pravidelně kontrolovat aplikační vý-
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stupy. Na základě těchto schůzek bylo vydefinováno několik klíčových bodů, které byly
zahrnuty do akceptačních kritérií výsledného produktu:
∙ Automatizovaný tisk úkolových karet: pro tisk se aktuálně používá nástroj třetí strany
Task Card Creator1 s modifikovanou šablonou karet.
∙ Fungování v plně autonomním režimu: přechodně je vyžadován polo autonomní režim,
kdy karty nebudou synchronizovány automaticky, ale bude nutné jejich synchronizaci
potvrdit uživatelem.
∙ Bude se jednat o aplikaci pro desktop napsanou v jazyce C#, která bude spustitelná
na zařízení s operačním systémem Microsoft Windows 8 nebo novějším.
∙ Získávání snímků musí fungovat se stávajícím podnikovým vybavením a jeho ustavení
nesmí kolidovat s bezpečnostními pravidly na pracovišti.
∙ Nástroj musí zvládat výpadky připojení k synchronizačnímu serveru a musí být scho-
pen při obnovení spojení automaticky toto spojení navázat.
∙ Synchronizace s TFS 2013 a novějším.
∙ Aplikace si musí poradit s rozdílným mapováním fyzické tabule (pouze základní kate-
gorie) a tabule umístěné v TFS, přičemž na tabuli v TFS lze provádět operace, které
fyzická tabule nepodporuje.
∙ Nástroj musí být snadno rozšiřitelný a musí jednoduše poskytovat možnost imple-
mentace dalších vylepšení, ať už na úrovni detekční nebo synchronizační (další syn-
chronizační servery, jiný doplňkový přístup k detekci, . . . ).
∙ Při synchronizaci musí být aplikována bezpečností pravidla omezující možnosti mo-
difikací, které může nástroj provést (omezení na aktuální sprint, karty pouze daného
typu, synchronizace karet patřících pouze vlastnímu týmu, . . . ).
∙ Časové nároky nejsou důležité. Zpracování může trvat v řádu několika minut. Prosto-
rové nároky jsou omezeny pouze možnostmi zařízení, na kterém bude nástroj nasazen.
Spolehlivost je stavěna nad optimalizaci2.
4.2 Prostředí
Na základě akceptačních kritérií byla ustanovena výsledná scéna. Ta bude tvořena tabulí
s bílým podkladem a bude obsahovat jednotlivé karty s úkoly. Na tabuli mohou být další
textové a obrazové prvky, které budou sloužit ke snazší orientaci (například barevné mag-
nety sloužící pro identifikaci uživatelů), jejich přítomnost však nesmí ovlivnit výsledky
samotného nástroje, pokud nebudou přímo zakrývat detekční prvky, nebo jinak výrazným
způsobem ovlivňovat scénu. Pro splnění bezpečnostních předpisů je nutné počítat se si-
tuací, kdy snímací zařízení nebude umístěno uprostřed scény a může tak výsledný obraz
deformovat vlivem perspektivního promítání.
Získaný snímek bude muset obsahovat dostatečně ostrý a exponovaný obraz, ze kterého
bude možné vyextrahovat dostatečné množství detailů. Vzhledem k nejasnému umístění
1Dostupné z https://github.com/frederiksen/Task-Card-Creator
2Metrika False positive je přijatelnější než False negative.
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snímače a stejně tak neznámých světelných podmínkách bylo navrženo použití mobilního
telefonu s fotoaparátem namísto videokamery používané běžně k videokonferencím. Syn-
chronizace tabulí v reálném čase není zařazena mezi akceptační kritéria, a proto je periodické
snímkování pomocí výkonnějšího fotoaparátu mobilního telefonu vhodnější.
4.3 Kódování informací
Nástroj musí spolehlivě zvládat detekovat změnu polohy úkolové karty mezi kategoriemi.
Možností, jak k tomuto problému přistoupit, je hned několik. Ideální variantou je práce
s kartou v současné podobě 4.1. Karta už nyní obsahuje například jednoznačný identifiká-
tor nebo typ karty. Tabule zároveň obsahuje slovně popsané kategorie, které jsou od sebe
jednoznačně odděleny nakreslenými čarami. Tento přístup byl ovšem zamítnut, neboť není
příliš tolerantní k nekvalitním snímkům, šumu, dodatečným objektům ve scéně a je také
implementačně složitý.
Obrázek 4.1: Aktuální podoba úkolové karty [vlastní]
Vhodnějším a v průmyslu rozšířeným standardem je kódování pomocí strojově čitel-
ných kódů. Před výběrem samotného kódu je nutné určit klíčové atributy a tím i stanovit
množství ukládané informace. Za naprosto nepostradatelný element lze označit jednoznačný
identifikátor, který bude shodný s tím v systému pro agilní řízení. Skrze tento identifikátor
a připojení k rozhraní softwarového systému pro agilní řízení lze získat polohu, ale i typ
úkolové karty na virtuální tabuli uložené na vzdáleném serveru. Pro určení polohy karty
na tabuli fyzické bude zapotřebí jednotlivé kategorie navzájem taktéž oddělit strojově čitel-
ným kódem. Při pokusu o anotaci, tak bude možné kartě přiřadit jednoznačný identifikátor
kategorie, do které karta patří. Krom již existujících identifikátorů karet a nově vytvo-
řených identifikátorů kategorií, již není zapotřebí kódování dalších informací, neboť jsou
odvoditelné.
Vzhledem k možnostem virtuální tabule v systému TFS a požadavkům zadavatele bylo
možné se při výběru kódu omezit pouze na identifikátory celých čísel pokrývajících rozsah
int3. Důležitým faktem, který je při určování podoby kódu zapotřebí zohlednit je to, že by
karty měly optimálně využít prostor a to jak na tabuli, tak i uvnitř samotné karty (musí
být rovnoměrně vyplněn jak textovou, tak strojově čitelnou informací). Cílem je vytvořit
kód takový, aby se mohl vyskytovat i v malém provedení a zároveň umožňoval spolehlivou
3?2147483648 až 2147483647
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detekci při použití běžně dostupných snímacích zařízení4. Na základě těchto faktů se nabízí
možnost použití jednorozměrného čárového kódu. Ten se ale příliš nehodí, neboť pro uložení
celého rozsahu int by byl zbytečně rozměrný a obsahoval velké množství detailů (příklad
takového kódu je na obrázku 4.2). Proto byl jako vhodnější varianta vybrán kód dvouroz-
měrný. Typickou charakteristikou dvourozměrných kódů je ovšem fakt, že umožňují uložení
velkého množství informací. Tato skutečnost je ale v případě vyvíjené aplikace nepotřebná
a taktéž vede ke zbytečně velkému množství detailů (příklad QR kódu je na obrázku 4.3).
Obrázek 4.2: UPC-E kód s číslem „4294967295“ [převzato z [10]]
Obrázek 4.3: QR kód s číslem „4294967295“ [převzato z [10]]
Protože žádný z konvenčních kódů nevyhovoval konkrétním potřebám aplikace, bylo
vyvinuto několik prototypů vlastních kódů. První variantou byl kód využívající různých
barev. K jeho sestrojení bylo využito vlastností adaptivního modelu RGB a všech mož-
ných kombinací minimálních a maximálních hodnot na všech kanálech. Tím došlo k získání
23 různých barevných odstínů. Detail kódování pomocí tohoto typu kódu je zobrazen na
obrázku 4.4. Při ověřování funkčnosti tohoto typu kódu bylo zjištěno, že jednoznačná iden-
tifikace barev v získaném snímku je nedostatečná a to i přesto, že snímek poskytoval velké
množství detailů. Pro spolehlivé fungování barevných kódů by bylo zapotřebí pravidelně
provádět kalibraci barev při změně osvětlovacích podmínek, což by v nasazované scéně bylo
i několikrát během jediného dne.
Obrázek 4.4: Návrh kódu využívajícího barev [vlastní]
Další z možností pro vytvoření vlastní varianty kódování je využití lokalizačních sym-
bolů z jiných dvourozměrných kódů usnadňujících detekci a do jejich blízkosti umístit data.
Využitím černobílého kódu odpadá problém s nesprávným rozřazením barev do kategorií,
4Horší snímací zařízení produkuje menší množství detailů a některé klíčové části kódu tak mohou být
zcela nečitelné.
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neboť klasifikace navzájem sousedících míst do kategorií tmavé a světlé je poměrně triviální.
Při sestavování kódu byl využit dobře známý lokalizační vzor, který je běžně použit u QR
kódů. Celkem byly tyto lokalizační symboly použity dva a mezi ně byla vložena binárně
zakódována data. Testované řešení je zobrazeno na obrázku 4.5. Výhodou tohoto řešení je
již známá a dobře ověřená implementace detekce lokalizačních symbolů. Implementace kódu
byla snadno detekovatelná i v případě snímků s horší obrazovou kvalitou a mimo invarianci
vůči rotacím do 45 stupňů umožňovala spolehlivou detekci i v případě perspektivních de-
formací. Jediným objeveným, za to velmi významným nedostatkem byl poměr užitečného
kódu kódujícího data a zbytku. Při zachování velikosti bloku stejné, jako používaly loka-
lizační symboly, byl prostor, který zabírala data včetně kontrolních bitů poloviční oproti
zbytku.
Obrázek 4.5: Návrh kódu využívajícího lokalizačních značek [vlastní]
S ohledem na předchozí zkušenosti byl navržen další kód využívající lokalizační prvek
ve tvaru L známý z kódu DataMatrix spočívající v souvislé vrstvě tmavých bodů v prvním
sloupci a posledním řádku kódu. Datové a kontrolní bity pak tvoří doplněk do obdélníku tvo-
řeného tímto tvarem. Lokalizace tohoto kódu je založena na hledání obdélníkových shluků,
které mají určitou velikost a poměr stran. Je zřejmé, že hledání tímto způsobem není opti-
mální a může vytvořit potencionálně velké množství falešně pozitivních výsledků. Vzhledem
k faktu, že časové ani prostorové nároky nehrají v akceptačních kritériích žádnou roli a velké
množství falešně pozitivních kandidátů na úkor malého počtu falešně negativních je žádoucí,
bylo přistoupeno k vytvoření prototypu tohoto kódu.
Obrázek 4.6: Finální návrh kódu využívající lokalizačního tvaru L [vlastní]
Pro eliminaci falešně negativních kandidátů bylo mimo jiné použito paritní kódování
datových bitů a to jak ve všech sloupcích, tak ve všech řádcích. Mezi zvažovanými variantami
pro způsob kontroly správnosti datových bitů bylo zváženo i Hammingovo kódování, nebo
Reed-Solomon kód. Parita byla ovšem během testování prototypu označena za spolehlivou,
neboť se neobjevily žádné falešně pozitivní detekce způsobené právě zmíněným kódováním.
Sudá parita s sebou přinášela další výhodou, kterou je fakt, že v případě kódu kódujících
nízká čísla (konkrétně např. 0) doplňovala obdélník po obvodu a tím usnadňovala detekci.
Data a kontrolní bity jsou ve výsledném kódu uložena v prvních čtyřech řádcích, přičemž
platí, že první řádek je paritní. Každý řádek pak obsahuje 13 sloupců, kdy první slouží
k zarovnání (vzor L) a neobsahuje data, druhý až dvanáctý obsahuje data a poslední sloupec
je paritní. Kód tak obsahuje 33 datových bloků, které kódují 32 bitový int a jeden bit slouží
k rozlišení servisních kódů od těch kódujících samotné úkoly. Takto vytvořený kód lze vidět
na obrázku 4.6 a jeho umístění v úkolové kartě pak na obrázku 4.7.
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Obrázek 4.7: Úkolová karta s kódem [vlastní]
4.4 Detekce
Detekce kódu vizualizovaného na obrázku 4.6 bude provedena v několika krocích. Nejprve je
zapotřebí provést několik elementárních korekcí vstupního obrazu. První z nich je aplikace
HSL5 filtru, který zachová barvu pouze u pixelů nacházejících se v rozmezí HSL filtru. Ten
bude mít takový rozsah, aby pokryl tmavé odstíny všech barev.
Následně se provede vyhledávání objektů s velikostí určenou předem daným rozsahem
a to za pomocí jednoduchého algoritmu, který odděluje shluky nacházející se na barevně jed-
notném pozadí. Tímto způsobem dojde k detekci velkého množství shluků. Ty jsou následně
rotovány tak, aby spodní hrana shluku byla vodorovná s osou x. Nad takto modifikovanými
shluky je následně provedena selekce pouze těch, jejichž poměr stran se nachází v akceptova-
telném rozsahu. Pokud nalezený objekt splní i tyto předpoklady, je určen k dalšímu kroku,
kterým je proces dekódování informací. Příklad obrazu zpracovaného tímto způsobem za-
chycuje obrázek 4.8, kde jsou všechny detekované shluky ohraničeny žlutým obdélníkem
a shluky, které mají akceptovatelný poměr stran pak obdélníkem červeným.
4.5 Dekódování
Vstupem pro dekódovací část jsou segmenty původního obrazu, které úspěšně prošly celou
fází detekce a jsou tak již rotované do základní polohy, mají daný poměr stran a velikost.
Pro další zpracování je zapotřebí získané segmenty převést na binární obraz obsahující
pouze černou a bílou. K tomu je využito metody Otsu, která je založena na předpokladu,
že obraz obsahuje pozadí a popředí a bi-modální histogram. Algoritmus se následně snaží
určit optimální práh, při kterém je podobnost uvnitř kategorie minimální a zároveň mezi
kategoriemi maximální [29].
Nad takto modifikovaný obraz se na základě známých parametrů (13 řádků a 5 sloupců)
umístí mřížka, která vymezuje jednotlivé bloky kódu. Pro každý bod je pak spočítán poměr
černých a bílých pixelů. Pakliže je počet černých pixelů větší, nebo roven 1/2 celkového
počtu pixelů je blok prohlášen za černý a reprezentující bitovou 1. Pokud je situace opačná,
5Hue, Saturation, Luminance
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Obrázek 4.8: Detekce karet na tabuli úkolů [vlastní]
pak je blok označen za bílý a tudíž označující bitovou 0. Tímto způsobem je získána bitová
mřížka kódu, se kterou se dále pracuje. Je odfiltrován první sloupec a poslední řádek jakožto
pomocné lokalizační bloky. Kontrola těchto bloků se neprovádí, neboť vlivem obrazových
deformací může na okrajích dojít k chybné anotaci bloků.
Ve zbylých datech reprezentovaných maticí s 4 řádky a 12 sloupci je provedena kontrola
řádkové a sloupcové parity. Ze znalostí o fungování parity a velikosti kódu lze vycházet
při pokusu o detekci a opravu chyb. Sudá parita umožňuje detekci lichého počtu chyb.
V případě zkoumaného kódu, který obsahuje tři datové řádky, by se tak chyba musela
nacházet na jedné, nebo třech pozicích. Pokud ale zároveň kontrolujeme paritu řádkovou,
jsme schopni stanovit, zdali se chyba nacházela na jedné, nebo více pozicích. Stejná logika
platí i obráceně. Z těchto předpokladů lze vycházet a stanovit, že pokud bude nalezena
chyba pouze v jednom řádku a jednom sloupci, je možné bit na dané souřadnici překlopit
a kód tak opravit. Lze také kalkulovat s možností, kdy chyba nastane pouze v jednom
sloupci, nebo jenom jednom řádku. V těchto případech lze invertovat paritní bit v daném
sloupci resp. řádku. Tímto způsobem lze dojít k primitivní korekci chyb, která se ovšem
v praxi ukázala jako velmi účinná. Pokud je výsledná parita správná, je získána matice
bitů převedena na posloupnost. První bit je uložen zvlášť, neboť označuje servisní karty.
Zbylých 32 bitů je následně převedeno na celočíselný typ int.
Nevýhodou kódování informací pomocí parity je v tomto konkrétním případě několik.
Jednou z nich je ona schopnost detekce pouze lichého počtu chyb. Pakliže se v kódu vyskyt-
nou například 4 sousední bloky tvořící čtverec, jejichž hodnota bude nesprávná, algoritmus
chybu vůbec nedetekuje. K této chybě by nemělo docházet, pokud nedojde k selhání metody
vytvářející binární obraz. Pakliže se tato chyba objeví, musí být nutné ji eliminovat vhod-
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nou změnou konfiguračního souboru. Další možnou chybou je detekce menších částí kódu
a počítání s nimi. Tuto chybu je možné zcela eliminovat vhodným nastavením minimální
resp. maximální velikosti kódu. Příklad takovéto chyby lze vidět na obrázku 4.9.
(a) Správně detekovaný kód (b) Nedetekovatelná chyba způsobená
sudým počtem chyb
Obrázek 4.9: Porovnání správného kódu a kódu s nedetekovatelnou chybou [vlastní]
4.6 Uživatelské rozhraní
V souladu s akceptačními kritérii poběží aplikace v režimu desktop, a to na operačním sys-
tému Windows 8 nebo novějším. Typickým uživatelem aplikace je člen vývojového týmu.
V případě běhu nástroje v ne-autonomním režimu, bude obsluha kontrolovat seznam deteko-
vaných aktivit. Pakliže bude aktivní plně autonomní režim, není očekáván žádný uživatelský
vstup. Výjimkou budou situace, kdy dojde k chybě a bude nutné určit příčinu problému.
Při návrhu uživatelského rozhraní musí být kladen důraz zejména na jednoduchost
a rychlou zpětnou vazbu, pomocí které uživatel zjistí stav provedených akcí. Při vytváření
drátového modelu tak budeme vycházet primárně z módu, kdy nástroj poběží v poloau-
tomatickém režimu, neboť se zde očekává přímá interakce s uživatelem a bude zapotřebí
zobrazení největšího množství informací.
Typicky bude interakce s aplikací zahájena posunem úkolové karty na tabuli úkolů. Uži-
vatel se následně přesune k terminálu, kde bude očekávat informaci o změně pozice úkolové
karty. Prvním místem, kde uživatel změnu zaznamená, je získaný vstupní snímek a na něm
vyznačené detekované karty. Nalezení požadované karty v obraze je pro uživatele mnohem
snazší, než hledání v textovém seznamu všech provedených změn. V obraze uživatel ihned
uvidí, zdali se povedlo kartu detekovat. Pokud byla detekce úspěšná, uživatel může danou
změnu potvrdit pomocí zaškrtnutí odpovídajícího řádku v seznamu všech detekovaných pře-
sunů. Pokud ovšem detekce neproběhla úspěšně, bude nutné zobrazit důvod. K tomu slouží
získaný snímek včetně všech aplikovaných korekcí a úprav. Na něm jsou vyznačeny určitou
barvou všechny objekty, které se povedlo detekovat, a barvou jinou ty, které dále prošly
validací. Příklad takového snímku je na obrázku 4.8. Ze snímku bude zřejmé, zdali byla
chybná detekce způsobena například nedostatečným osvětlením nebo množstvím šumu. Na
základě těchto informací pak uživatel může přizpůsobit scénu a dospět tak k validní detekci.
Druhou fází, která bude následovat po úspěšné detekci, je synchronizace. Seznam změn
určených k synchronizaci uživatel vybere zaškrtnutím příslušného políčka. Pokud dojde
k chybné detekci, bude možno odškrtnutím odpovídajícího pole úkol vyřadit. Jakmile bude
uživatel s výběrem hotov, zahájí synchronizaci stisknutím tlačítka Submit. Úspěšně synchro-
nizované úkoly zmizí ze seznamu změn, neboť už nebudou nadále platné. Úkoly, u kterých se
objevila v průběhu synchronizace chyba, pak v seznamu zůstanou a bude u nich zobrazeno
odpovídající chybové hlášení. Autonomní režim pak na rozdíl od módu polo-autonomního
postrádá možnost manuálního výběru úkolů, neboť je automaticky provedena synchronizace
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všech dostupných změn. Pokud synchronizace pro některou z nich selže, je změna včetně
chybového hlášení přítomna v seznamu změn, a to až do dalšího pokusu o synchronizaci.
Jako doplněk polo-autonomního režimu, ve kterém dochází k pořizování snímků peri-
odicky, byl navržen i mód manuální. Ten umožňuje pořízení snímku kliknutím na tlačítko
Take Snapshot a následnou synchronizaci taktéž pomocí manuální stisku tlačítka Submit.
Přepínání jednotlivých módů je možno přímo za běhu programu. Zvolením příslušného re-
žimu dochází k zablokování tlačítek, které v daném módu postrádají smysl (tlačítko pro
pořízení snímku v autonomním režimu) a uživatel tak má jasný přehled o jeho aktuálních
možnostech.
Pro případy, kdy nastane problém s externí závislostí, bude v aplikaci přítomen sta-
vový řádek. Pro ten bude pravidelně získávána informace o stavu snímkovacího zařízení
a platného připojení k synchronizačnímu serveru. Pro případ, kdy bude snímací zařízení
z jakéhokoliv důvodu nedostupné, bude přítomno tlačítko pro nahrání snímku ze souboru.
To nalezne uplatnění i v případě, kdy vývojový tým nebude potřebovat synchronizovat
tabuli úkolů pravidelně během celého dne, ale například jednorázově po skončení denních
schůzek. Drátový model, vytvořený na základě výše uvedených požadavků, je zobrazen na
obrázku 4.10.
Aplikace samozřejmě nabízí velké množství parametrů, které bude možné konfigurovat.
Jejich nastavení bude ovšem umístěno do konfiguračního souboru a nebude tak ovlivňovat
běžného uživatele aplikace. Pro pokročilé uživatele aplikace bude dostupný soubor obsahu-
jící audit provedených synchronizací a všech případných chybových hlášení.
Obrázek 4.10: Návrh uživatelského rozhraní [vlastní]
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Kapitola 5
Implementace navrženého řešení
Implementace navrženého programu byla realizována v souladu s akceptačními kritérii a to
za pomoci programovacího jazyku C# a s ním běžně spojeného .NET Framework. Veš-
keré níže uvedené moduly bylo implementovány autorem diplomové práce a pokud tomu
bylo jinak, je zde tato informace přímo uvedena. Pro vývoj aplikace určené pro desktop
pomocí formulářů bylo využito nástroje Windows Presentation Foundation, který je stan-
dardně součástí .NET Framework. Jako vývojové prostředí bylo použito Visual Studio ve
verzi 2015, které je současným standardem pro platformu Windows. Pro správu balíčků byl
integrován nástroj NuGet, jež umožňuje za pomoci konfiguračního souboru automatické
stahování všech závislostí ze vzdáleného serveru a ty tak nemusí být distribuovány společně
se zdrojovými soubory. Za účelem testování byl v cloudovém prostředí Microsoft Azure
umístěn TFS server ve verzi 2013, vůči kterému byla prováděna synchronizace úkolových
karet.
Velkou roli při vývoji hrála cloudová služba Visual Studio Team Services, která poskytuje
kompletní sadu nástrojů pro vývojové týmy. Z širokého portfolia jejích služeb bylo využito
zejména systému pro uchování souborů, který sloužil jako prostředek pro správu verzí.
Na jeho základech byl připraven agent pro automatické sestavování, který při každé změně
zdrojových souborů vytvářel na jejich základě novou aplikaci nazývanou artefakt. Okamžitě
tak byla získávána zpětná vazba o kompatibilitě provedených změn na jiném než vývojovém
prostředí1. Pokud se při pokusu o sestavení objevila chyba, služba automaticky vytvářela
chybové úkoly a ty ukládala do nástroje pro správu agilních týmů.
V souladu s akceptačními kritérii a také v rámci co nejlepší udržovatelnosti kódu byl
celý nástroj rozdělen na menší, dílčí celky. Pro tyto části je charakteristické to, že nave-
nek vystavují pouze své programové rozhraní a ukrývají vnitřní implementaci. Je tak velmi
jednoduché tyto celky používat odděleně a nezávisle, nebo naopak jednotlivé komponenty
vyjmout a nahradit vlastní implementací. K automatickému ověřování integrity veřejného
rozhraní vzniklých komponent byly použity Unit testy, které prováděly volání metod s mno-
žinou všech možných typů parametrů a porovnávaly reálné a očekávané výstupy. Spouštění
těchto testů bylo také součástí sestavovací konfigurace služby Visual Studio Team Services.
Na základě normy ČSN ISO/IEC 9126-1 lze tedy říci, že implementovaná modularita zvy-
šuje udržovatelnost, potažmo změnitelnost, analyzovatelnost a testovatelnost celé aplikace.
Odpovídající rozdělení komponent do modulů má následující podobu:
Instrumentační modul Je základním kamenem aplikace a obsahuje definici oken apli-
1Tento postup je částí procesu nazvaného Continuous Integration neboli průběžná integrace a klade si
za cíl urychlení nalezení nedostatků a chyb[7].
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kace, načítání konfiguračních souborů a správu snímacího zařízení. Stará se o spouš-
tění a obsluhu dalších modulů v návaznosti na uživatelských interakcích.
Detekční modul Detekuje a dekóduje úkolové karty ze vstupních snímků a jeho výstupem
je seznam nalezených karet.
Anotační modul V množině vstupních karet hledá takové, které označují kategorie, a na
jejich základě rozřazuje zbývající karty do skupin.
Synchronizační modul Pro již anotované karty hledá odpovídající reprezentaci na vir-
tuální tabuli úkolů a provádí jejich synchronizaci.
Generující modul Vytváří čárové kódy na základě vstupních dat.
Modul obecných komponent Obsahuje definici společných komponent, jako jsou roz-
hraní jednotlivých modulů, ale také konkrétní implementace použité napříč všemi
moduly.
Implementace nástroje pro optické rozpoznávání tabule úkolů byla pravidelně revidována
zadavatelem a to z důvodu kontroly kvality kódu a dodržování kódovacích standardů, které
jsou důležité pro možnosti dalšího rozšíření a úprav.
5.1 Instrumentační modul
Výchozí modul pro celou aplikaci představuje instrumentační modul. Implementace je umís-
těna v rámci projektu AgileTransformer.Orchestration, který se nachází na přiloženém CD
a jehož struktura je k nalezení v příloze A2c. Jako jediný ze všech modulů obsahuje definice
uživatelského rozhraní a i proto se zde nachází metoda Main, která je vstupním bodem
celé aplikace. Je zde také umístěn konfigurační soubor aplikace, který obsahuje množství
volitelných parametrů. Jejich detailní seznam a popis je k dispozici na CD přiloženém k této
práci a to v aplikační dokumentaci.
Mimo rozhraní hlavního okna se zde nachází definice okna dialogového, které slouží pro
získání přístupových údajů k synchronizačnímu serveru. O bezpečné uložení osobních dat
se stará vestavěná aplikace systému Windows2 nazývaná Credentials Manager. Ta ukládá
jak webová, tak aplikační hesla a přihlašovací jména do speciální složky nazývané Vault
a umožňuje tak tato citlivá data zpracovávat na úrovni operačního systému, což má za
následek zejména zvýšenou bezpečnost.
Modul obsahuje mimo jiné definici a obsluhu časovačů, které jsou použity pro peri-
odické získávání snímků ze vzdáleného zařízení a kontrolu aktuálního stavu vzdálených
služeb. Časovač pro pravidelné pořizování fotografií je závislý na zvoleném procesním módu
a nastavení v konfiguračním souboru. Platí, že v manuálním módu není časovač spuštěn
vůbec a v režimu polo-automatickém, resp. automatickém je snímkování prováděno perio-
dicky podle konfigurovatelného intervalu ProcessingIntervalSeconds. Časovač pro údržbu se
pak každých 5 sekund pokouší zjistit stav snímacího zařízení a vzdálených synchronizačních
serverů. Výsledky této operace jsou pak zobrazeny ve stavovém řádku.
Poslední důležitou oblastí, kterou instrumentační modul spravuje, je samotné získávání
aktuálních fotografií scény. K tomu slouží mobilní telefon s operačním systémem Windows
2Dostupná od Windows 7
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Mobile, který byl poskytnut zadavatelem. Součástí tohoto zařízení pak byla aplikace Re-
moteCamera, která umožňuje spojení s hostitelem za pomocí technologie Bluetooth. Pro
hostitelské zařízení byla rovněž zadavatelem dodána knihovna CameraAPI, která umožňuje
připojení, zjišťování stavu, pořizování a získávání snímků z koncového zařízení. Knihovna
se nachází na přiloženém CD.
Komunikace s ostatními moduly je zpřístupněna skrze třídu Engine. Její veřejné rozhraní
připojené k prezentační vrstvě obsahuje základní metody Recompute a Synchronize, pomocí
kterých dochází k volání dílčích modulů a následnému poskytování jejich výstupních dat
zpět na grafické rozhraní. Schéma instrumentačního projektu je znázorněno na obrázku 5.1.
Obrázek 5.1: Zjednodušené schéma instrumentačního modulu [vlastní]
5.2 Detekční modul
Programovou komponentou starající se o detekci a dekódování čárových kódů je detekční
modul reprezentovaný třídouDetectionEngine. Implementace projektuAgileTransformer.Detection
se nachází na přiloženém CD, jehož struktura je k nalezení v příloze A2d. Třída implemen-
tuje rozhraní IDetectionEngine obsahující jedinou veřejnou metodu Detect, která dostane
jako vstupní parametr zdrojový obrázek a na svém výstupu poskytuje seznam nalezených
kódů. Použitá implementace DetectionEngine je založena na modelu strategií, kterému se
bude věnovat zbylá část této podkapitoly.
Každá jednotlivá strategie musí implementovat rozhraní IStrategy obsahující pouze jedi-
nou veřejnou metodu Execute generující seznam kódu ze vstupního obrázku. Seznam všech
uživatelských implementací strategií je předán při inicializaci v konstruktoru třídy Detecti-
onEngine. Detekční modul se pak sám stará o jejich spouštění a skládání dílčích výsledků.
Výhodou tohoto přístupu je, že jednotlivé strategie mohou detekovat a dekódovat pouze
určitou část a typ kódů, nebo mohou nabízet zcela odlišný přístup k jejich nalezení a vý-
sledky sjednocovat. Tímto způsobem je možné v případě problémů s detekcí za specifických
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okolností vytvořit strategii novou, která se bude zaměřovat pouze na konkrétní problém.
Pro aktuální potřeby nástroje byla vytvořena pouze jedna jediná strategie BlobStrategy
založená na extrakci samostatně stojících objektů v obrázcích pomocí algoritmu Connected-
component labeling. Implementace zmíněného algoritmu není součástí řešení, neboť byla
použita knihovna AForge.NET, která poskytuje nástroje pro vývoj v oblasti počítačového
vidění a umělé inteligence.
Detekce a dekódování kódu pomocí BlobStrategy pak probíhá ve třech krocích. V prvním
kroku dojde k předzpracování vstupního snímku. K tomu je použit HSL filtr, který je
nastaven následovně. Kanál Hue (odstín) je akceptován v celém svém rozsahu, tedy od
0 do 360. Pro kanál Saturation (saturace) platí totéž a je akceptován v celém rozsahu
od 0 do 1. Jediné omezení je nastaveno pro kanál Luminance (osvětlení), kde je rozsah
omezen parametrem ColorDeviation a to od 0 do hodnoty parametru. Platí tedy, že čím
vyšší je hodnota parametru (barevné odchylky), tím tolerantnější filtr je. V praxi byla jako
optimální stanovena hodnota 0.3. Pixely s barvou, která se nachází v rozmezí hodnot filtru,
jsou ponechány a zbývající jsou přebarveny na bílo. Získaný snímek proto obsahuje pouze
tmavé části obrazu, kterými jsou černé čárové kódy, ale také stíny, nebo tmavou barvou
psané texty.
V následující fázi zpracování přichází na řadu detekce samostatných objektů pomocí
již zmíněného Connected-component labeling algoritmu, který z předzpracovaného obrazu
získá seznam objektů. Implementace algoritmu je k nalezení v třídě BlobCounter knihovny
AForge.NET a umožňuje omezit vyhledávání pomocí několika parametrů určujícími mi-
nimální / maximální výšku / šířku nalezeného objektu. Získaná množina objektů je dále
podrobena filtraci. Prvním krokem na cestě k získání kódů je pokus o rotaci objektu a to
tak, aby ležel v jedné rovině s osou x. Použita zde byla třída DocumentSkewChecker, která
je dostupná v rámci knihovny AForge.NET a realizuje korekci rotace na základě Houghovy
transformace. Důležité je, že třída pracuje s binárními obrázky a je tak nutné snímek převést
do černobíle varianty. K tomu byla použita metoda prahování nazvaná Otsu. Na zarovnané
kódy může být následně uplatněna další fáze filtrace, která se pokouší o kontrolu hodnoty
poměru výšky a šířky. Filtr počítá s rozložením kódu, které obsahuje 13 sloupců a 5 řádků
a stejný poměr očekává i u nalezených entit. I zde je možné ovlivnit kritičnost filtru a to
pomocí parametru BlobRatioDeviation, který udává na škále od 0 do 1, o kolik se může po-
měr stran lišit. Výchozí hodnota tohoto parametru byla stanovena na 0.23. Objekty, které
projdou i tímto filtrem, jsou postoupeny k dalšímu zpracování, kdy se strategie pokouší
extrahovat informace v nich obsažené.
K dekódování objektu byla v rámci BlobCounter strategie použita třída BlobHelper,
která obsahuje metody pro práci s nalezenými shluky. Uvnitř třídy se nachází statická
metoda TryParse, která se stará o celý proces extrakce a ověření informací. Její funkci lze
rozdělit do dvou částí, během kterých dochází k převodu obrazové informace na bitovou
matici a následné ověření získaných dat pomocí parity. V prvním kroku věnujícímu se
získání bitové reprezentace je mapována matice s šířkou 13 a výškou 5 (velikost kódu)
na získaný segment. Celkově je tak získáno 65 menších bloků odpovídajících jednotlivým
bitům čárového kódu. Pro každý takto získaný blok je spočten poměr černých a bílých
pixelů. Pakliže je počet černých větší nebo roven 50 % celkového množství, je daný blok
prohlášen za bitovou jedničku, jinak za bitovou nulu. Výstup toho procesu je zobrazen na
obrázku 5.2, kde modrá barva označuje bitovou jedničku a béžová bitovou nulu.
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Obrázek 5.2: Bitová matice nad získaným segmentem čárového kódu [vlastní]
Nedostatkem, se kterým se aplikace potýká, je špatná rotace segmentu obsahujícího
kód. Problém nastává jak u karet, které již jsou na tabuli úkolů umístěny s rotací, tak
i u těch, které nejsou rotované vůbec. Jak již bylo uvedeno, ke korekcím rotace je použita
třída DocumentSkewChecker, která v některých případech nedokáže identifikovat rotovanou
kartu. Závažnějším problém je ovšem skutečnost, že i některé karty umístěné v jedné rovině
s tabulí úkolů, jsou nesprávně rotovány, což znemožňuje jejich dekódování. Zmíněný problém
je k vidění na obrázku 5.3.
Obrázek 5.3: Chyba způsobená špatnou rotací [vlastní]
Dalším problémem, se kterým se aplikace potýkala, byla deformace perspektivy vlivem
umístění snímacího zařízení. K eliminaci tohoto problému byla využita třída Quadrilateral-
Transformation z balíčku AForge.NET založena na homogenních transformacích [12]. Ta
umožňuje pomocí čtyř bodů překreslit prostor definovaný mezi těmito body na obdélník
a narovnat přitom zkreslenou perspektivu. Pomocí tohoto přístupu se podařilo zcela elimi-
novat karty, které se nedařilo detekovat právě díky perspektivnímu zkreslení vlivem větší
vzdálenosti od čočky fotoaparátu.
Získaná matice je následně podrobena kontrole parity, která je kontrolována jak v jed-
notlivých řádcích, tak sloupcích. Vždy je spočítán počet jedniček v řádcích resp. sloupcích
a pokud je jejich počet sudý, je očekáván paritní bit roven jedné, v opačném případě roven
nule. Pokud se paritní bit neshoduje, je možná částečná korekce. Sudá parita umožňuje de-
tekovat lichý počet chyb. Z tohoto předpokladu se vychází v případě, kdy se chyba objevila
pouze v jednom sloupci a současně jednom řádku. V těchto situacích je pravděpodobné, že
právě bit určený souřadnicemi chybné parity je nesprávný a jeho hodnota je invertována.
Další korekce je možná přímo v samotné paritě a to v situacích, kdy se chyba objeví pouze
v jednom řádku, nebo sloupci. V těchto situacích dochází k invertování hodnoty paritního
bitu. Více se této problematice věnuje kapitola 4.5. Pokud dojde k validnímu ověření pa-
rity daného kódu, je zahájena extrakce informací. Ze získané bitové matice jsou odstraněny
okrajové řádky a sloupce, neboť fungují jako vodící resp. paritní a neobsahují žádné data.
V prvním kroku se extrahuje servisní příznak, který je uložen jako první datový bit. Servisní
příznak se používá pro karty se speciálním významem a nekóduje samotné úkoly. V současné
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implementaci jsou takovéto karty použity například k detekci kategorií, kterým se věnuje
kapitola 5.3. Zbylé bity jsou převedeny do vektoru a pomocí metody Convert.ToInt32 3
je získána jeho hodnota. Odpovídající schéma strategie BlobStrategy je vizualizováno na
obrázku 5.4.
Obrázek 5.4: Zjednodušené schéma BlobStrategy strategie [vlastní]
5.3 Anotační modul
Přiřazování karet do kategorií dostupných na fyzické tabuli úkolů spadá do kompetencí ano-
tačního modulu reprezentovaného třídouAnnotationEngine. ProjektAgileTransformer.Annotation
je k nalezení na přiloženém CD se strukturu uvedenou v příloze A2f. Jedinou metodou
této třídy je podle implementovaného rozhraní IAnnotationEngine metoda Annotate, která
přetváří vstupní seznam kódů na výstupní seznam úkolů. Vnitřní implementaci zmíněné
metody lze rozdělit do dvou navazujících kroků, které mimo jiné znázorňuje schéma na
obrázku 5.5. Nejprve dojde k vyhledání všech servisních kódů majících identifikátor odpo-
vídající parametru CategryTaskID (ve výchozím nastavení odpovídá nule). Ty slouží jako
univerzální oddělovače kategorií. Původní varianta, která navrhovala použití unikátního
kódu pro každou kategorii byla zamítnuta, neboť nepřinášela žádnou další informaci, která
by nešla v pozdějších fázích zpracování odvodit. Použití servisních karet pro oddělení jed-
notlivých kategorií je uvedeno na obrázku 5.6. Z výše uvedeného obrázku také vyplývá, že
počet servisních karet určujících kategorie je o jednu nižší, než počet samotných kategorií.
Pro správnou funkčnost anotací je zapotřebí specifikovat uspořádání tabule úkolů. Jed-
notlivé kategorie mohou být strukturovány do sloupců, nebo řádků. Na obrázku 5.6 lze
například vidět uspořádání do sloupců. Určit konkrétní rozložení tabule úkolů je možné po-
mocí konfiguračního souboru a v něm umístěného parametru VerticalLayout. Nastavením
hodnoty na logickou jedničku bude uvažováno rozmístění do sloupců a budou brány v potaz
souřadnice na ose X, neboť právě změnou polohy úkolové karty na této ose dojde k přesunu
karty mezi kategoriemi. Pro rozložení horizontální je pak situace opačná a v potaz je brána
poloha karty na ose Y. Jakmile jsou všechny servisní karty izolovány a je zjištěno uspořá-
dání tabule úkolů, jsou následně všechny takto vzniklé kategorie seřazeny vzestupně podle
3Statická metoda implementována v rámci .NET Framework, která pracuje s čísly v režimu Big-Endian.
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Obrázek 5.5: Zjednodušené schéma anotačního modulu [vlastní]
hodnoty souřadnice odpovídající zvolenému rozložení a uloženy jako seznam objektů typu
Category. Každá takto vzniklá instance Category pak obsahuje rozsah souřadnic náležící
dané kategorii a její pořadí při číslování zleva, resp. shora.
Obrázek 5.6: Rozdělení tabule úkolů do kategorií [vlastní]
V navazujícím kroku jsou pak procházeny všechny zbývající kódy, pro které jsou vy-
tvářeny instance třídy Item implementující rozhraní IItem. Každá jednotlivá instance Item
pak nese informaci o identifikátoru karty, servisním příznaku a pořadí kategorie, ve které se
karta nachází. Příslušnost karty k určité kategorii je dána tím, že souřadnice středu karty
(na ose X nebo ose Y podle zvoleného rozložení) náleží do intervalu některé z kategorií.
5.4 Synchronizační modul
Synchronizace úkolových karet se vzdáleným serverem byla umístěna do samostatné části
nazvané synchronizační modul, který je implementován v rámci projektu AgileTransfor-
mer.Synchronization a nachází se na přiloženém CD se strukturou definovanou v příloze A2i.
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Implementace je velmi podobná detekčnímu modulu, neboť je založena na principu po-
skytovatelů, který je obdobný modelu strategií. I zde je definována hlavní třída Synchro-
nizationEngine implementující rozhraní ISynchronizationEngine. Skrze konstruktor třídy
SynchronizationEngine je vložena množina poskytovatelů, implementujících rozhraní IPro-
vider. Jejich účelem je synchronizace s jedním konkrétním typem vzdáleného synchronizač-
ního serveru. V rámci aplikace vytvářené pro společnost Siemens CT DC byl implementován
pouze jediný poskytovatel TfsProvider sloužící pro komunikaci s TFS serverem.
Rozhraní ISynchronizationEngine definuje dvě veřejné metody GetServerStates a Syn-
chronize, které slouží pro získání aktuálního stavu karet a následnou synchronizaci. Roz-
hraní IProvider vyžaduje také implementaci těchto metod a navíc přidává metody Connect
a Disconnect, které slouží pro získání a ukončení připojení. V rámci třídy Synchronizatio-
nEngine je vyřešeno volání všech dostupných poskytovatelů a následné sjednocování jejich
výsledků. Jedinou podmínkou, která je nutná pro práci s více poskytovateli, je zachování
unikátnosti identifikátorů úkolů.
Metoda GetServerStates, která na svém vstupu očekává seznam karet, slouží, jak její
název vypovídá, k získání aktuální kategorie úkolové karty v TFS. Pro získání stavu je pou-
žita knihovna Microsoft.TeamFoundationServer.Client. Dotazování serveru TFS je syntaxí
velmi podobné SQL a dotaz pro získání stavu úkolu s daným id vypadá následovně:
SELECT [ID], [State] FROM WorkItems WHERE [ID] IN (...)
Pro splnění akceptačního kritéria, které vyžaduje omezení pravomocí nástroje, byl imple-
mentován z konfiguračního souboru nastavitelný parametr TfsRestrictions, který umožňuje
vložit za výše uvedený dotaz omezující podmínky. Příklad omezení, které umožňuje práci
pouze s úkoly v aktuálním sprintu lze zapsat takto:
[Iteration Path] = @CurrentIteration
Jak bylo uvedeno v kapitole 5.3, při anotování karet je příslušnost do kategorie určena
pouze jejím pořadím. Než bude k danému úkolu uložen aktuální stav v TFS, dojde k nahra-
zení číselného údaje o pořadí reálným stavem. K tomu slouží mapovací soubor. Ten obsahuje
seznam kategorií včetně jejich identifikátoru určujícího pořadí na fyzické tabuli úkolů a jim
odpovídající stavy v TFS. Jelikož TFS obsahuje více typů úkolů (Product Backlog Item,
Bug, Task) a každý z nich má jinou množinu stavů, ve kterých se může nacházet, je možné
mapovat fyzické kategorie na několik virtuálních, rozdílných pro každý typ úkolu.
Synchronizace pomocí metody Synchronize je velmi podobná. Parametrem této me-
tody je seznam úkolů, které mají být synchronizovány. Před zahájením samotné synchro-
nizace je zkontrolován fyzický a virtuální stav úkolu (pouze z atributů objektu Item) a po-
kud je stejný, je úkol automaticky vyřazen ze synchronizace. Pro zbylé úkoly je pomocí
výše uvedeného dotazu získán seznam tzv. WorkItem implementovaných v balíčku Micro-
soft.TeamFoundationServer.Client a perzistentních s TFS. Pokud je nějaký atribut u těchto
objektů změněn, je odpovídajícím způsobem modifikován i úkol v TFS.
Aby bylo možné používat zjednodušenou fyzickou tabuli úkolů oproti tabuli s plnou
funkcionalitou v TFS, bylo zapotřebí upřesnit mapování stavů. K tomu slouží již zmíněný
mapovací soubor. Jak již bylo řečeno, soubor pro každou kategorii na fyzické tabuli úkolů
(element Lane) a každý typ karty (element WorkItemType) definuje množinu validních
stavů (element ValidState) v TFS. Pakliže se úkol v TFS nachází v některém z těchto
validních stavů, je úkol ponechán beze změny. Pokud tomu tak není, je zde definován atribut
StateToSet, který určuje název stavu, kam má být úkol přesunut. Pro lepší představu je
část mapovacího souboru uvedena níže:
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<Lane Name="Todo" Id="0">
<WorkItemType Name="ProductBacklogItem" StateToSet="Approved">
<ValidState Name="New"></ValidState >
<ValidState Name="Approved"></ValidState >
</WorkItemType >
</Lane>
Samotný přesun z jednoho stavu do druhého ovšem nelze vždy provést přímo, a tak je
někdy nutné vyhledávat cestu rekurzivně a úkoly posouvat postupně. Tato situace může
nastat například u stavu Removed, který označuje úkol odstraněný z aktuálního sprintu.
Pokud se aplikace bude snažit úkol s tímto stavem přesunout do stavu In Progress ozna-
čujícího úkoly, na kterých se právě pracuje, přesun skončí s chybou. Pro řešení těchto
přesunů byla upravena třída TfsStateManagerService poskytnutá zadavatelem. Její funkč-
nost spočívá v získání XML z TFS, které definuje pro daný typ úkolu množinu všech přímo
dostupných stavů a možných přesunů. Získanou strukturu v XML si nástroj přetvoří do
vlastního objektu a ten je následně lokálně uložen. Při pokusu o jakýkoliv přesun se modul
rekurzivně, s maximální hloubkou 3 pokouší najít skrze mapovací objekt nejkratší cestu.
Pro zmíněný příklad se stavem Removed je nalezena cesta přes stav New. Synchronizace
pak vypadá tak, že je úkol ze stavu Removed nejprve přesunut do stavu New a z něj pak
do stavu In Progress. Schéma konkrétního poskytovatele spojení s TFS je na obrázku 5.7.
Obrázek 5.7: Zjednodušené schéma synchronizačního modulu [vlastní]
5.5 Generující modul
Pro snadný způsob vytváření čárových kódů vznikl modul pro jejich automatické generování.
Umístěn je v samostatném projektu AgileTransformer.Detection, což umožňuje referenci
následně sestavené knihovny a to zcela nezávisle na zbytku aplikace. Projekt je umístěn v
rámci přiloženého CD se strukturou uvedenou v příloze A2d. Generování čárových kódu
tak může být vloženo do jiného nástroje, který se stará o vytváření celých úkolových karet.
Právě tento zmiňovaný způsob je použit i v případě zadavatele.
Vytváření čárových kódů je velmi jednoduché a sestává pouze z jediné statické metody
CodeGenerator, která vyžaduje pouze číselný identifikátor a volitelně pak servisní příznak.
Nejprve je potřeba vytvořit plátno, na kterém se bude čárový kód vykreslovat. Platí, že
rozměr jednoho čtvercového bloku (obrazové bitu) je 40 pixelů. Jelikož kód obsahuje 13
sloupců a 5 řádků, je velikost výsledného obrázku 520 x 200 pixelů. Do získaného plátna
je poté vykreslen detekční symbol a to souvislým zbarvením prvního sloupce a posledního
řádku černou barvou. Vznikne tak domnělý tvar písmene L. Pokud byl vstupní parametr
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odpovídající servisnímu příznaku specifikován, je vykreslen v podobě černého bloku ve
druhém řádku (první je paritní) a druhém sloupci (první sloupec je vyhrazen lokalizačnímu
bloku). Následuje zaznamenání bitového vektoru do matice bloků, kde se pomocí metody
Big-Endian zaznamenává postupně od druhého řádku a třetího sloupce nejprve 10 bloků
a v dalších dvou řadách již 11 bloků. Pro takto vytvořenou matici dat je spočítána sudá
parita. Sloupcová je získána tak, že je určen počet tmavých bloků v každém sloupci a jestliže
je jejich celkový počet sudý, je v prvním řádku pro odpovídající sloupec vykreslen blok černý,
v opačném případě bílý. Stejné pravidlo platí i pro paritu řádkovou, kdy jsou paritní bity
umístěny v posledním sloupci. Na samý závěr je blok v prvním řádku a posledním sloupci
(pravý horní roh) označen vždy černou barvou.
Pro automatické generování úkolových karet na základě aktuálních sprintů v TFS slouží
nástroj třetí strany Task Card Creator. Po jeho spuštění je uživateli nabídnuto připojení ke
vzdálenému serveru. Pokud se připojení zdaří, je možné vybrat typ reportu, skrze který se
mají úkolové karty generovat. Jelikož je nástroj Task Card Creator implementován v jazyce
C#, není žádný problém s referencí aplikační knihovny obsahující modul pro generování
kódů. Následně už pouze stačí upravit vzhled reportu, který je definovaný pomocí šab-
lony XAML. Při opětovném spuštění nástroje a vygenerování příslušné tiskové sestavy tak
úkolové karty automaticky obsahují čárový kód. Příklad takové karty je na obrázku 4.7.
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Kapitola 6
Evaluace
Úvod kapitoly se věnuje testování prototypů během vývoje. Následuje část pojednávající
o nasazení a použití v místě zadavatele, kterým je Siemens CT DC. Druhá polovina kapitoly
je pak zaměřena na konkrétní testování dodané aplikace a vyhodnocení získaných výsledků.
6.1 Testování prototypů
Aplikace byla zadavateli prezentována postupně v rámci dílčích evolučních prototypů. Bě-
hem schůzek se zadavatelem byla testována funkčnost dodaných komponent aplikace a upřes-
ňování požadavků. Celkově lze uskutečněné schůzky seskupit do tří kol, které zachycovaly
aplikaci v různých stádiích vývoje.
V prvním kole se pracovalo s různými variantami kódu tak, jak bylo uvedeno v kapitole
4.3. Ověřování použitelnosti probíhalo nasnímáním zarovnaných kódů pomocí fotoaparátu,
který byl umístěn přesně uprostřed scény. Následně byly nad těmito snímky vyvíjeny algo-
ritmy pro jejich detekci. Výsledky pak byly konzultovány se zadavatelem. Na základě pro-
vedených experimentů vzešla finální varianta kódu. V rámci prvního kola, které se věnovalo
kódování dat, byly provedeny další experimenty s různými velikostmi kódů a také různými
snímacími zařízeními. Nejprve byla ověřována možnost detekování pomocí dostupné web-
kamery s rozlišením 1 megapixel. Ta se ukázala jako nedostatečná, neboť pořízené snímky
neobsahovaly dostatečné množství detailů. Prováděly se tedy experimenty s použitím fo-
toaparátu v mobilním zařízení, které se ukázalo jako dostačující. Následně byly prováděny
pokusy zahrnující deformace kódů (rotace, perspektivní zkosení), na kterých byl algoritmus
pro detekci a dekódování odladěn.
Vstupem pro druhé kolo testování byl již vymyšlený a otestovaný čárový kód, který měl
přesně danou velikost 5,5 x 2,11 cm. Cílem experimentů bylo umístit kódy na již existu-
jící tabuli úkolů a ověřit schopnost detekce a anotace v reálném prostředí. Při provádění
experimentů byl zjištěn významný problém, který způsoboval stín vržený magnety, které
držely kartu na tabuli. Při prahování a následné detekci kódů docházelo ke splynutí stínu
se samotným kódem a při validaci velikosti tak byly kódy chybně odmítány. Řešení tohoto
problému bylo velice triviální, neboť stačilo kód vložit do karty úkolů pomocí nástroje Task
Card Creator tak, jak je uvedeno na obrázku 4.7. Umístění magnetu do horní části karty
tak již nemělo žádný vliv. Ukázalo se, že nástroj je schopen karty spolehlivě detekovat,
a tak bylo přistoupeno k poslednímu kolu testování prototypů.
Třetí kolo testování už bylo pouze kontrolní a zahrnovalo kontrolu integrace nástroje
Task Card Creator pro tvorbu úkolových karet a testování spolehlivosti detekce v závislosti
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na umístění fotoaparátu. Kontrola integrace byla úspěšná a bez jakýchkoliv problémů se
podařilo tisknout karty pro aktuální sprint v novém formátu. Ověřování pozice fotoapa-
rátu bylo složitější, neboť bylo zapotřebí umístit jej tak, aby neohrožoval bezpečnost práce
a zároveň byl schopen pokrýt celou plochu tabule úkolů a to s co možná nejmenším zkres-
lením. Místo pro umístění bylo nalezeno a lze jej vidět na obrázku 6.1. Experimenty bylo
zjištěno, že karty umístěné přibližně v první, bližší polovině tabule úkolů jsou velmi snadno
detekovatelné, ale karty vzdálenější představují vlivem perspektivního zkreslení problém.
Na základě tohoto faktu došlo k implementaci rozšíření umožňujícího definování všech rohů
tabule a následné korekci perspektivy, čímž došlo k úplné eliminaci tohoto problému.
6.2 Nasazení aplikace
Aplikace byla nasazena ve stejné scéně, jaká byla určena během posledního kola testování
prototypů. Obrázek 6.1 zobrazuje uspořádání, které bylo ustaveno v době nasazení a bylo
rovněž použito pro vyhodnocení. Fotoaparát v podobě mobilního telefonu na stativu je
umístěn před pravou spodní hranou tabule. Tabule je rozvržena podle zvyklostí vývojo-
vého týmu a obsahuje karty oddělující kategorie a stejně tak úkolové karty pro aktuální
sprint obsahující čárové kódy. Počítač s běžící aplikací je umístěn mimo záběr, ale v dosahu
technologie Bluetooth zprostředkovávající komunikaci mezi fotoaparátem a aplikací.
Obrázek 6.1: Rozmístění scény, ve které je aplikace nasazena [vlastní]
V raných fázích nasazení nástroje bude jako výchozí procesní mód zvolen polo-automatický
režim, který automaticky snímá tabuli úkolů, ovšem její synchronizaci musí potvrdit uživa-
tel. Pokud se nástroj osvědčí, bude přistoupeno k režimu automatickému, který jak snímaní,
tak synchronizaci provádí zcela autonomně bez potřeby jakéhokoliv zásahu.
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6.3 Vyhodnocení
Po dohodě se zadavatelem byla pro vyhodnocení nástroje zvolena metrika zjišťující úspěš-
nost detekce karet v jednom běhu (pořízení a vyhodnocení jednoho snímku) a jako další pak
množství běhů potřebných k úplně synchronizaci všech karet. Tento předpoklad se zakládal
na faktu, že nástroj je nedeterministický, což je způsobené rozdílnou kvalitou pořízených
snímků, ale také rozdílným osvětlením, neboť okolo oken přímo osvětlujících scénu se pohy-
bovali lidé. Vyhodnocení probíhalo souběžně a to tak, že bylo na tabuli umístěno 50 karet
do pěti různých kategorií. Poté byly pořizovány a vyhodnocovány snímky a to tak dlouho,
dokud nedošlo alespoň k jedné správné detekci každé jednotlivé karty, čímž došlo k syn-
chronizaci celé tabule úkolů. Časové rozestupy mezi jednotlivými snímky byly 3 minuty.
Během těchto dílčích kroků pak byla měřena úspěšnost pomocí počtu falešně pozitivních
detekcí karet. Celkově bylo provedeno pět úplných synchronizací s různými sadami karet.
Výsledky měření jsou shrnuty v tabulkách 6.1.
Falešně negativní Počet běhů nutných k úplně synchronizaci
1. 3.6 5
2. 3.3 4
3. 1.4 3
4. 2.8 4
5. 1.5 2
Tabulka 6.1: Vyhodnocení úspěšnosti detekce a počtu běhů nutných k plné synchronizaci
Jak lze z uvedených výsledku vyčíst, počet falešně negativních karet označujících kódy,
které se nepodařilo detekovat, bylo v průměru 2,5. To znamená, že z celkového množství
50 karet, bylo v jednom běhu průměrně 5 % karet nedetekováno. Celkově pak bylo potřeba
přibližně 3,6 běhů pro úplnou synchronizaci. Ze získaných výsledků vyplývá, že chování
nástroje je opravdu nedeterministické, což je přisuzováno zejména velmi častým změnám
v osvětlení scény vedoucích k odlišnému chování fotoaparátu a následné nesprávné korekci
rotace kódů.
Pro ověření reálného dopadu nástroje na procesy ve firmě Siemens CT DC byl proveden
další experiment. Jeho úkolem bylo změřit dobu, která byla nutná pro manuální synchro-
nizaci úkolu před nasazením a doba potřebná k jejich synchronizaci v polo-autonomním
a autonomním režimu implementované aplikace. Testovací scénář byl realizován pro 10 pře-
sunů, nejprve po jedné kartě a následně všech 10 karet najednou. Průměrné hodnoty měření
pro každou kategorii jsou shrnuty v tabulce 6.2.
1 karta 10 karet
Před nasazením 54 s 144 s
Polo-automatický režim 26 s 45 s
Automatický režim 26 s 27 s
Tabulka 6.2: Porovnání doby potřebné pro synchronizaci úkolových karet
Z uvedených výsledků vyplývá, že nástroj má již v případě synchronizace jediné karty
zásadní vliv na celkovou dobu zpracování. Realizace přesunu pomocí aplikace tak dosahuje
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zhruba dvakrát lepšího času, než synchronizace manuální. V případě přesunů více karet
se tento rozdíl ještě umocňuje a to tak, že v případě polo-autonomního režimu dochází
k přibližně trojnásobnému urychlení. Většinu času zabere zpracování snímku (včetně jeho
přenosu pomocí Bluetooth) a menší část následná ruční selekce přesunů. U autonomního
režimu je tento rozdíl nejvýraznější a to do takové míry, že zde dochází k zhruba pětinásob-
nému zlepšení oproti manuální variantě. Nutno ovšem podotknout, že v případě automatické
synchronizace sice dochází k absenci času potřebného pro ruční výběr přesunů, odpadá tak
ale možnost dodatečné kontroly správnosti navrhovaných posunů. Nejdůležitějším faktorem
je ovšem skutečnost, že pro synchronizaci je potřeba částečně (polo-autonomní režim) resp.
není (autonomní režim) zapotřebí přítomnosti uživatele. Tím dochází k šetření firemních
zdrojů.
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Kapitola 7
Závěr
V diplomové práci se podařilo teoreticky přiblížit pojem projektového řízení. Zvláštní důraz
byl kladen na agilní přistup k vývoji softwaru. Byly představeny a porovnány konkrétní
metodiky agilního řízení. V návaznosti na tyto metody byl objasněn pojem tabule úkolů
a problémy s ním spojené.
Teoretické znalosti byly dále prohloubeny studiem strojového rozpoznávání objektů,
zaměřeného především na optické rozpoznávání. V kontextu strojového zpracování došlo
k vysvětlení termínu čárový kód a představení rozšířených variant tohoto kódu, a to včetně
popisu jeho struktury a principu detekce a dekódování.
V rámci implementace řešení pro konkrétního zadavatele, kterým byla společnost Sie-
mens CT DC, byla realizována série konzultací vedoucích ke specifikaci a upřesnění poža-
davků na výsledný produkt. Taktéž došlo k ustavení přístupu k vývoji aplikace, a to za
pomocí evolučního vývoje prototypů, nad kterými byl produkt pravidelně kontrolován.
Na základě získaných teoretických znalostí byl připraven návrh aplikace, který počítá
s použitím vlastní varianty dvourozměrného čárového kódu, využívajícího specifické de-
tekční šablony ve tvaru L a kontroly dat pomocí parity. V rámci metodologické části byla
diskutována i jiná možná řešení a jejich výhody a nevýhody. Stručně byl objasněn proces
synchronizace poznatků získaných aplikací s daty uloženými v aplikaci Team Foundation
Server a došlo k nastínění uživatelského rozhraní aplikace.
Podle připraveného návrhu byla provedena implementace řešení, a to v souladu se všemi
definovanými požadavky zadavatele. Následně byla aplikace nasazena v prostředí vývojo-
vého týmu Siemens CT DC a její schopnosti byly ověřeny pomocí dvou metod. První z nich
sloužila ke změření úspěšnosti detekce kódů a následného počtu běhů potřebných k dosažení
synchronizace celé tabule úkolů. Bylo zjištěno, že aplikace je schopná detekovat a následně
dekódovat přibližně 95 % všech kódů. K úplné synchronizaci došlo průměrně během tří až
čtyř běhů. Druhá metoda vedla k ověření schopností aplikace pomocí měření času potřeb-
ného pro synchronizaci manuální, tedy před nasazením implementovaného řešení a po jeho
zavedení. Pro synchronizaci jediné karty docházelo v případě použití aplikace k dvojnásob-
nému urychlení. Pro synchronizaci 10 karet pak v případě fungování v polo-autonomním
režimu vyžadujícím ruční potvrzení přesunů k trojnásobnému zrychlení, v režimu plně au-
tomatickém pak k urychlení pětinásobnému.
Ze získaných výsledků vyplynulo, že aplikace je schopna trvalého nasazení a byla tak
zařazena do procesu vývoje. Během testování se ovšem objevily i slabé stránky, mezi které
patří zejména schopnost detekce otočení karty a její následná korekce. Implementace sofisti-
kovanějšího přístupu k problému však nebyla realizovaná, neboť by došlo pouze k urychlení
času potřebného pro úplnou synchronizaci a ta již v základní variantě splňovala aplikační
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kritéria zadavatele.
Po nasazení byly konzultovány aplikační nedostatky bránící jejímu použití i v jiných vý-
vojových týmech. Primárním a často skloňovaným problémem byl fakt, že při automatické
synchronizaci nelze poskytnout dodatečné informace. Mezi ně patří např. komentář pro
evidenci nestandardních skutečností a postupů, získané výstupy nebo číslo sestavení soft-
warového produktu, ve kterém je daný úkol zapracován. Možnost poskytnutí dodatečných
informací při synchronizaci karet by tak byla vhodným rozšířením této práce.
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Příloha A
Obsah CD
Přiložený disk CD obsahuje následující data:
1. /doc
Digitální verze textu této práce ve formátu PDF a LATEX.
2. /src
Zdrojové kódy aplikace.
(a) /doc.pdf
Manuál k aplikaci AgileTransformer vytvořené v rámci diplomové práce.
(b) /bin
Spustitelná verze aplikace. Soubor AgileTransformer.exe.
(c) /AgileTransformer.Orchestration
Zdrojové kódy instrumentačního modulu.
(d) /AgileTransformer.Detection
Zdrojové kódy detekčního modulu.
(e) /AgileTransformer.DetectionTests
Unit testy pro detekční modul.
(f) /AgileTransformer.Annotation
Zdrojové kódy anotačního modulu.
(g) /AgileTransformer.AnnotationTests
Unit testy pro anotační modul.
(h) /AgileTransformer.Generation
Zdrojové kódy modulu pro generování kódů.
(i) /AgileTransformer.Synchronization
Zdrojové kódy synchronizačního modulu.
(j) /AgileTransformer.SynchronizationTests
Unit testy pro synchronizační modul.
(k) /AgileTransformer.Common
Zdrojové kódy modulu obsahujícího společné komponenty.
(l) /AgileTransformer.CommonTests
Unit testy pro modul společných komponent.
55
(m) /AgileTransformer.packages
Balíčky třetích stran nutné pro sestavení aplikace. Obsahuje knihovnu CameraAPI.dll
poskytnutou Siemens CT DC. Zbylé balíčky jsou staženy pomocí NuGet.
(n) /AgileTransformer.sln
Soubor nutný pro spuštění projektu pomocí vývojového nástroje Visual Studio.
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