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A szakdolgozat témájának kiválasztásában döntő szerepet játszott egy olyan 
programozási nyelv elsajátításának lehetősége mely az egyetemi alapképzés keretein 
belül nem kerül oktatásra, azonban a jelenlegi fejlesztési színtér egyik fontos szereplője. 
Ezzel egyidőben szerettem volna egy általam preferált környezetben létrehozni egy 
natív, szálkezelést és különböző prioritású feladatokat lehetőségekhez képest jól kezelő 
alkalmazást, amely közbülső réteget (mint pl. a Java) nem alkalmaz futásidőben.  
Ez a programozási nyelv az Apple által fejlesztett és erősen támogatott Swift, melyet az 
előzőleg bevezetett Objective-C utódjaként szerepeltet a cég a piacon. 
Második szempont pedig, hogy alkalom nyíljon a fejlesztés során olyan külső 
függvénykönyvtárakat illetve modulokat beépíteni és sikeresen felhasználni, melyek 
szabadon elérhetőek mindenki számára – lévén a való életben is sok esetben szükséges 
meglévő építőelemeket felhasználni egy adott feladat elvégzéséhez. 
A dolgozat célja egy olyan tovább fejleszthető, bővíthető rendszer bemutatása, 
mely a veszteségmentesen tömörített hanganyagok akadásmentes lejátszása mellett 
lehetőséget biztosít a hangkép utólagos igazítására egy 10 sávos hangszínszabályzó 
segítségével, minimális erőforrás-igény kíséretében. Fontos megemlíteni továbbá a 
Bauer Stereophonic-to-Binaural (BS2B) jelenlétének célját is: a fejhallgatón keresztül 
történő zenehallgatás sok esetben „szupersztereó” elnevezésű jelenséget ([1] 
superstereo) idéz elő, melynek enyhítését hivatott elvégezni az ezen külső modulban 
található algoritmus a sztereó tér módosításával. 
Az alkalmazás a Canary kódnéven, Apple macOS 10.14 Mojave operációs 
rendszeren, Swift nyelven készült az Xcode fejlesztőkörnyezetben a BASS, BASSFX és 










o play the first new song if nothing is playing – hozzáadást követően csak 
akkor kezdődjön meg a lejátszás, ha jelenleg nincs lejátszás alatt egy tétel 
sem a lejátszási listáról 
o silently add them to the list – hozzáadást követően ne kezdődjön meg a 
lejátszás, csak csendben adja a lista végéhez a számokat 
o Clear playlist when opening songs – hozzáadás előtt ürítse ki teljesen a 
lejátszási listát 
• Appearance / Theme (megjelenés / színösszeállítás): 
o Dark – sötét 
o Light – világos 
• Columns (oszlopok): 
o 2 – középre rendezett, fejlécek nélkül 
o 3 – három oszlop, fejlécek nélkül 
o 3+ – három oszlop, átméretezhető és átrendezhető fejlécekkel 
• RAM Cache (memória puffer méretének megadása): 
o 32 / 64 / 128 / 256 / 512 MB 
• macOS Notification Center (Sidebar) (macOS Értesítési Központ): 
o Song change notifications – zeneszámok váltásakor a macOS értesítési 
központon keresztül egy értesítés úszik be a képernyőre, tájékoztatva a 
felhasználót az éppen lejátszásra kerülő szám címéről, valamint az előadó 
és az album nevéről. 
• Main Window Title Bar displays (a főablak tetején lévő szöveg megadása): 
o Time elapsed / Total time – az eltelt idő / teljes idő mutatása 
o Time remaining / Total time – a hátralévő idő / teljes idő mutatása 










Felvétel a lejátszási listára 
 
Indítást követően három lehetőségünk is van támogatott formátumú zeneszámok 
felvételére a lejátszási listára: 
• a Finderben duplakattintás az adott fájlokon 
• fájlok „behúzása” az Asztalról vagy a Finderből a program ablakába (nyomva 
tartott kattintás mellett az alkalmazás ablaka fölé húzva, majd ott elengedve az 
egérgombot) 
• a menüsorban a File -> Open (vagy CMD + O billenytűparancs) kiválasztásával az 
adott fájl betallózása 
 
 
Törlés a lejátszási listáról 
 
Lejátszási listára felvett zeneszámok törlésére több lehetőségünk is van: 
• a listán szereplő számra jobb klikkel (vagy CTRL + klikkel) előugró menüben 
válasszuk a Remove „<lejátszott szám címe>” menüpontot. Amennyiben 
egyszerre több számot jelölünk ki és úgy kattintunk jobb klikkel a kijelölt elemek 
bármelyikére, úgy a Remove <kijelölt elemek száma> Songs menüpont lesz 
látható. 
• a lejátszási listán kiválasztva a törölni kívánt zeneszámot (CMD vagy Shift 
lenyomásával akár egyszerre többet is) a Delete billentyű lenyomásával lehet 
törölni. A Delete gomb helyett használhatjuk a Backspace gombot is, valamint a 
felső menüsávban a Controls-on belül a Remove Song menüpontot. 
 
Fontos megjegyzés, hogy az éppen aktuálisan hallgatott zeneszám védelmet élvez a 
véletlenül történő eltávolítással szemben: amennyiben ezen zeneszámon kívül más 
egyéb zeneszám is kiválasztásra kerül, úgy az eltávolítási művelet során az aktuális 
hallgatott zeneszám a listában marad. Abban az esetben, ha csak az éppen lejátszás alatt 






Lejátszás a lista elejéről kezdve, megállítás, szüneteltetés és folytatás 
 
A lejátszás megkezdése a lista elejéről, illetve a már korábban elindított lejátszás 
szüneteltetése / folytatása: 
• a Space billentyű vagy a CMD + felfelé nyíl billentyűkombináció használata 
• felső menüsorban Controls majd a Play vagy a Pause / Resume kiválasztása 
• az alkalmazás ablakában a lejátszás / szüneteltetés gomb használatával (a 2. 
ábrán a 6-os számmal jelölt ikon) 
• a Dock ikonon jobb / CTRL + klikk, majd a Play / Pause kiválasztása 
• a billentyűzet F8 / Play billentyűjével – amennyiben az iTunes telepítve van úgy 
integritás szempontjából elsőbbséget élvez, ezért a gomb megnyomásakor az is 
elindul. Amennyiben nem használjuk az iTunes-t úgy érdemes eltávolítani az 
Alkalmazások közül, ugyanis az App Store alkalmazáson keresztül bármikor 
ingyenesen letölthető és telepíthető 
 
A lejátszás megállítása: 
• az alkalmazás ablakában megállítás gomb használatával (a 2. ábrán a 7-es 
számmal jelölt ikon) 
• a felső menüsor Controls menüpontja, majd azon belül a Stop kiválasztásával 
• a CMD + lefele nyíl billentyűkombinációval 
• a Dock ikonon jobb / CTRL + klikk, majd a Stop kiválasztása 
 
 
Léptetés a lejátszási listán előre és hátra 
 
A lejátszási lista elemei között az alábbi módokon lehet lépkedni előre, illetve hátra: 
• billentyűzet F7 (hátra) és F8 (előre) gombjai 
• CMD + balra nyíl (hátra) és CMD + jobbra nyíl (előre) billentyűkombinációk 
• felső menüsorban a Controls, majd Previous Song (hátra) és Next Song (előre) 







A Menubar Controller megnyitása: 
• kattintsunk a felső menüsoron az alkalmazás ikonjának sziluettjére 
 
A Menubar Controller „kinyitása”: 
• kattintsunk a 8. ábra jobb alsó részén található kék, lefelé mutató nyílra 
 
Lejátszás vezérlése: 
• a jobb szélen lévő Lejátszás / szüneteltetés, előre és hátra léptetés gombokkal 
• a „kinyitott” állapotban bal oldalt található keresősáv segítségével 
• a „kinyitott” állapotban jobb oldalt található hangerőszabályzó segítségével 
 
Lejátszási sorrend / üzemmód módosítása: 
• „kinyitott” állapotban a bal alsó részen található váltóval: 
o Off - nincs ismétlés 
o Current - jelenleg játszott szám ismétlése 
o Playlist - lejátszási lista ismétlése 
o Random - véletlenszerű lejátszás 
 
Mind a keresősáv, mint a hangerő valós időben frissül és mozog a főablakban és a 








• válasszuk ki a törölni kívánt profilt a legördülő menüből 
• nyomjuk meg a Delete feliratú gombot 
 
 
A BS2B használata 
 
A BS2B modul ki- és bekapcsolása: 
• nyissuk meg a beállításokat a főablakon található „fogaskerék” ikonnal (3. ábra, 
5-ös számmal jelölt ikon) vagy a CMD + , gyorsbillentyűvel vagy a felső 
menüsorban a Canary, majd Preferences... menüpont kiválasztásával 
• váltsunk át az Audio fülre 
• a jobb oldalon található BS2B részlegen engedélyezzük az On mellett található 
jelölőnégyzetet 
Értékek megadása: 
• a BS2B részleg alján található Cut-off és Crossfeed csúszkák módosításával 
Profil váltása: 
• kattintsunk (az alapesetben Default-ot mutató) legördülő menüre és válasszuk 
ki a számunkra szimpatikus profilt 
Profil létrehozása: 
• módosítsuk a Cut-off és Crossfeed értékeket tetszés szerint 
• nyomjuk meg a Save as New gombot és adjunk nevet az új profilnak 
Profil törlése: 
• válasszuk ki a törölni kívánt profilt a legördülő menüből 
• nyomjuk meg a Delete feliratú gombot 
 
 
A főablak elrejtése és újbóli megjelenítése 
 
A főablak elrejtése: 
• az alkalmazás bal felső sarkában található piros gombra kattintsunk egyet 
A főablak újbóli megjelenítése: 







A főablak képernyő közepére helyezése 
 
Amennyiben a főablakot nem találjuk a képernyőn, illetve, ha valamilyen harmadik féltől 
származó ablakkezelő alkalmazást használva a főablak elérhetetlen helyre kerül, úgy 
ennek megoldása: 




Kilépés a programból 
 
A programból az alábbi módokon lehet kilépni: 
• CMD + Q billentyűparancs 
• a felső menüsorban Canary, majd Quit Canary 
• a Dock ikonon jobb / CTRL + klikk, majd Quit 
 
 
A program eltávolítása a számítógépről 
 
Az alkalmazás eltávolításához kövessük az alábbi lépéseket: 
1. nyissuk meg a Finder-t és menjünk a /Applications mappába 
2. töröljük az itt található a Canary-t (húzzuk a Dock-on található Kukába) 
3. navigáljunk a ~/Library mappába a Go -> Library menüponttal (vagy CMD + Shift 
+ L gyorsbillentyűkkel) 
4. nyissuk meg a Containers alkönyvtárat 
5. töröljük ki a gaborhargitai.canary mappát 





Lehetséges hibák és megoldások 
 
 
DSD fájl lejátszása közben a hangerőszabályzó nem változtatható 
A DSD fájlok teljes mértékben érintetlen adatfolyamot igényelnek, ezért a hangkép 
változtatásához hozzájáruló hangerő szabályzása letiltásra kerül az ilyen fájlok lejátszása 
során. Amennyiben nincs szükségünk bit-helyes lejátszásra, úgy a Beállítások 
megnyitása után az Audio fülön (5. ábra) vegyük ki a „0 dB for DSD” opció mellől a pipát. 
 
DSD fájl lejátszása helyett a zeneszám pirossal kerül megjelölésre a lejátszási listában 
Ebben az esetben a kiválasztott kimeneti hangeszköz nem fogadja a kiküldött 
adatfolyamot. A Beállításokon belül az Audio fülön (5. ábra) válasszuk ki a PCM-et, 
mint DSD Mode opció. 
 
DSD fájl lejátszása közben a zeneszám helyett halk zaj hallatszódik a kimeneten 
A kiválasztott kimeneti hangeszköz nem ismeri fel DSD adatfolyamot. A Beállításokon 
belül az Audio fülön (5. ábra) próbáljuk ki az alábbi sorrendben a DSD Mode opciókat: 
1. DSD-over-PCM (0x05/0xFA) 
2. DSD-over-PCM (0xAA) 
3. PCM 
 
Finderben zeneszámra kattintás után megnyílik az alkalmazás, de nem történik semmi 
A Beállításokon belül az Options fülön (4. ábra) található Opening Song részen belül a 
play first new song at once legyen kiválasztva. 
 
Lejátszás elindításakor Sandbox Permission ablak jelenik meg folyamatosan 
Ürítsük a Sandbox biztonsági tokeneket: a felső menüsorban Canary, majd Clear 









A használt fogalmak definíciói 
 
Cue Sheet: egy olyan szöveges állomány, amely a hangsávok elhelyezkedését írja le a 
hanghordozón. Tipikusan legalább egy hangfájlra hivatkozik és időbélyegeket tartalmaz, 
opcionálisan az előadó nevével, a számok címeivel és az album nevével. Fontos szerepe 
van lejátszás esetén, ugyanis ha az egész albumot egy nagy, egybefüggő állomány 
tartalmazza, akkor a Cue Sheet nélkül a lejátszó nem tudja megállapítani, hogy az egyes 
zeneszámok hol kezdődnek és hol érnek véget. A Cue Sheet tartalmazhatja ezeket az 
információkat és segítségével a zeneszámok információit is helyesen jelenítheti meg a 
lejátszó.  
DSD-over-PCM: a DSD tömörítési formátumnak egy olyan formája, amely a PCM 
adatfolyamra ülteti a tömörített állományt jelzők (marker) segítségével. Ez azért fontos, 
mert így a PCM adatfolyam továbbítására alkalmas eszközök használhatóak arra, hogy 
kiegészítéssel képesek legyenek az eredeti DSD formátum lejátszására ([2] DoP). 
Szupersztereó hatás: általában a sztereó felvételeket úgy keveri a hangmérnök, hogy a 
felhasználó hangszórókon keresztül hallgassa és így mind a bal, mind a jobb csatornát 
mindkét fül érzékelje. Ezen okból kifolyólag, ha ugyanazt a felvételt fej-/fülhallgatóval 
hallgatjuk, akkor az egy fülre eső hangmennyiség intenzívebb, ugyanakkor hiányzik a 
sztereó térből az az extra hangmennyiség, ami az ellentétes fülbe érkezne késleltetéssel 
a fej árnyékolása miatt. Ez hosszabb zenehallgatás esetén fáradtsághoz, rosszabb 
esetben pedig fejfájáshoz vezethet. 
Veszteséges tömörítés: olyan kódolási eljárás, melynek során a veszteségmentes 
tömörítéssel szemben jelentősen több helyet spórolhatunk, ám az eredeti adatállomány 
nem állítható vissza sérülésmentesen a visszafejtést követően. Példa hangtömörítés 
esetén: MP3, WMA, AAC 
Veszteségmentes tömörítés: olyan kódolási eljárás, melyet követően helyet 
spórolhatunk, kitömörítéssel pedig az eredeti adatállomány sérülésmentesen 




A megoldott probléma: veszteségmentes és akadásmentes lejátszás 
 
 
A program használati (use-case) diagramja az 1.számú mellékletben látható 
 
A veszteségmentes tömörítés a hanghordozók tekintetében különösen fontos, 
ugyanis a 90-es években elterjedt CDDA (Compact Disc Digital Audio - vagy ismertebb 
nevén: „Audio CD”) formátum tömörítés nélkül tárolja a hangadatot a lemezen LPCM 
adatfolyam formájában. Figyelembe véve az audio lemezek sérülékenységét és azt a 
tényt, hogy manapság már egyre kevésbé használunk CD/DVD olvasására képes 
meghajtókat a számítógépjeinkben, az ideális megoldás a gyűjteményünk megőrzésére 
és modern felhasználására az archiválás. Nem mellesleg a hallgatási szokások 
átalakulásával (adatfolyam továbbítás alapú - „streaming” - műsorszórás) a lemezkiadók 
és a független zeneszerzők is fejlesztettek az alkotások terjesztésében: a 
veszteségmentes tömörítésnek köszönhetően CD minőségben (44.1 kHz, sztereó) vagy 
a fölött van lehetőségünk digitálisan megvásárolni a kívánt albumot kompromisszumok 
nélkül. Az egyik legelterjedtebb veszteségmentes kódolási eljárás a szabadon 
felhasználható és nyílt forráskódú FLAC (Free Lossless Audio Codec). 
Az akadásmentes lejátszás a számok közötti észrevétlen váltást jelenti: bizonyos 
zenei kompozíciók egymásba úsztatással kerültek rögzítésre, ezért nincs pár 
másodperces szünettel jól elkülöníthető kezdete és vége az albumon a számoknak. A 
számok közötti váltás egy tartalomjegyzék szerepét betöltő állomány mellékelésével – 
ez a Cue Sheet - lehetséges, melyben rögzítésre kerülnek a számcímek és az előadók 
mellett a pontos kezdési indexek, másszóval azok az időbélyegek melyektől fogva az 
adott szám kezdődik. Ilyen egybefüggő albumok esetében az összhatáson ront, ha 
számváltás közben a lejátszó valamilyen oknál fogva szünetet hagy a két szám között – 
ilyen kiváltó ok lehet a merevlemez felpörgésére várakozás is.  
Testreszabás tekintetében fontos szempont egy lejátszó esetében a hangfolyam 
érintetlenül történő továbbítása a digitális jelfeldolgozó (DSP – Digital Signal Processor) 
felé – azonban elvárás, hogy a felhasználónak legyen lehetősége módosítani a 
hangképen a saját ízlése szerint. Ennek lehetőségét általában egy többsávos 
hangszínszabályzó formájában biztosítják a lejátszó programok, mellyel a mélytől a 
magasig a jellemző frekvencia-tartományok tetszés szerint csillapíthatók, erősíthetők. 
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A felhasznált módszerek - készítsünk natív, moduláris lejátszót 
 
 
 Mitől natív egy alkalmazás? Kifejezetten a célplatformra tervezett és optimális 
módon elkészített szoftvert nevezzük natívnak, mely az adott platformon kiváló 
hatásfokkal képes elvégezni a feladatokat. Az elérhető programozási nyelvek között 
szerepelnek olyan eszközök és megoldások, melyek egy köztes réteg felhasználásával 
végzik el az adott feladatokat. A Java nyelv esetében ez a Java virtuális gép, mely a 
fejlesztő által lefordított bájtkódot fordítja át valós időben gépi kódra futás közben. 
Ehhez kicsit hasonló elven működnek a NodeJS és Electron eszközökkel készített 
alkalmazások is: itt is az előzetesen megírt kódot egy köztes réteg (Chrome V8 / 
Chromium) fordítja gépi kódra futásidőben. Natív alkalmazások nem alkalmaznak ilyen 
köztes futás közbeni réteget, ezért az erőforrás-igényük is kevesebb. 
 Az idő előrehaladtával újabb és újabb jelfeldolgozó- és átalakító megoldások 
jelennek meg, ezért az alkalmazás oly módon került elkészítésre, hogy a kimeneti 
adatfolyam könnyen átadható legyen egy külső bővítmény számára bemenetként, hogy 
majd ugyanazon bővítmény kimenete visszacsatolható legyen és a végeredmény 
hallgató legyen az alkalmazáson belül. Ezt a fajta moduláris megvalósítást használja a 
BS2B modul is. 
A számok közötti váltás esetén az adatok beolvasása több okból is késleltetést 
szenvedhet el – ilyen például, ha egy hosszabb szám lejátszása közben az operációs 
rendszer energiatakarékossági beállítása miatt „lepörgeti” a merevlemezt: ekkor a 
számváltás pillanatában kezdődik meg a merevlemez felpörgetése ami szünetek 
formájában jelentkezik lejátszás közben. Hasonló helyzet alakulhat ki a hálózati 
meghajtóról történő lejátszás esetén is. Az ilyen szünetek kivédésére az alkalmazás az 
aktuális szám lejátszása közben egy külön, eltérő prioritású szálon előre betölti a soron 
következő zeneszámot, így amikor az éppen lejátszott szám véget ér úgy az előtöltött 
számot a keverősávba betöltve folytatódik is a lejátszás, hallható átmenet vagy szünet 
nélkül. Ezzel az eljárással elérhető, hogy a több, kisebb fájlból álló album lejátszása során 





A program logikai szerkezetének leírása 
 
A program logikai felépítését tekintve több kisebb, egymással szoros kapcsolatban lévő 
részre bontható, úgyis mint az alábbiak: 
• az alkalmazás rendszerfelöli integrációjáért felelős részleg: ezen rész teszi 
lehetővé, hogy az alkalmazás külső meghívás, illetve indítási paraméter esetén 
milyen tevékenységet hajtson végre, továbbá hogyan reagáljon az ablakkezelő 
és a többi komponens által küldött jelzésekre 
• lejátszásért felelős részleg: a program működésétől függetlenül végzi a 
feladatát, biztosítva az akadásmentes lejátszást. Parancsokat kap másik 
programrészektől amelyeket végrehajt, illetve állapotot vált azoknak 
megfelelően 
• a beállításokért felelős részleg: a lejátszással kapcsolatos beállításokat, a 
felhasználó által kiválasztott és megadott érékek tárolását, betöltését és 
módosítását teszi lehetővé. A program használatával kapcsolatos 
testreszabhatóságot hivatott képviselni 
• a főablakot kezelő részleg: az ablak tartalmának naprakészen tartásával, a 
lejátszás vezérlésével, a lejátszási lista kezelésével és a felhasználó 
kommunikálásával kapcsolat tevékenységeket hivatott elvégezni. Tekintve, hogy 
a lejátszáshoz kapcsolható tevékenységek igen nagy százaléka itt történik, ezért 
a szálkezelésben is fontos szerepet játszik. A felhasználó itt láthatja az adott 
zeneszámhoz tartozó borítóképet és a szám információit is (számcím, előadó, 
albumcím, valamint technikai adatok) 
• a felső menüsoron található vezérlő (Menubar Controller) részleg: a felső 
menüsoron található vezérlőt kezelő részleg, ami a beállításokban megadottak 
függvényében a főablakkal megegyező, a lejátszási szál állapotát tükröző 
adatokat mutat és valós időben képes változtatni a lejátszás állapotát és 
hangerőjét. Megjeleníti továbbá az éppen lejátszott szám címét, az előadót, az 
albumcímet és az albumborítót is 
• a hangszínszabályzót kezelő részleg: 10 sávos hangszínszabályzó értékeit 
elmenteni, betölteni és módosítani képes rész 
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Programozás Apple környezetben 
 
A Swift nyelv jellegzetességei 
 
Kicsomagolás (Unwrapping) – abban az esetben, ha egy változó értéke a tervezett 
életciklusának során felveheti a nil értéket (úgynevezett „opcionális” változó), úgy a 
ráhivatkozás során könnyen végzetes futáshibába torkollhat a program. Ezt elkerülendő 
van lehetőségünk arra, hogy az adott változó azonosítóját követően a kérdőjel (?) 
karakterrel jelezzük a fordítónak, hogy ha a program futás közben a változó várt értéke 
helyett nil-t vesz fel, ne váltson ki futási hibát. Amennyiben biztosak vagyunk abban, 
hogy az adott változó nem tartalmazhat érvénytelen értéket (vagy már előzetesen 
leellenőriztük), úgy kényszeríthetjük a változó kicsomagolását a felkiáltójel (!) 
azonosítóhoz történő hozzáírásával. Ez érvénytelen érték esetén futási hibát vált ki. 
 
Visszatéréskori végrehajtás (Completion handler) – egy nagyon kényelmes, aszinkron 
végrehajtott feladatok esetén remekül használható módszer. Amikor az adott függvény 
végzett a feladatainak végrehajtásával, közvetlenül utána a visszatérési blokkban leírt 
utasításokat végzi el. Erre jó gyakorlati példa a fájlok betöltése az alkalmazásban. A 
betöltést végző függvény definíciójában szereplő completion paraméter finished logikai 
érték az, ami a függvény sikeres lefutása esetén igaz értéket vesz fel – mivel a függvény 
jellemzően rekurzív keresést hajt végre, ezért fontos, hogy az összes lehetséges 
elágazást megvizsgálja és csak utána jelezze, hogy készen van: 
 
func loadFilesFromDirectory(directory: URL, skipCue: Bool?, traverseSubDirs: Bool?, 
startMixerFromPosition: Int?, completion: @escaping (_ finished: Bool)->()) { ... } 
 
Ennek használata a fájlok külső forrásból történő megnyitása esetén előnyös, ugyanis 
amikor végzett a betöltés a lejátszási listához adással, a legelső újonnan hozzáadott 
zeneszámot megjelöli:  
 
self.loadFilesFromDirectory(directory: URL(fileURLWithPath: topDirectory!), skipCue: 
false, traverseSubDirs: false, startMixerFromPosition: lastTrack) { (finished) -> () in 
DispatchQueue.main.async { 
self.tableView.selectRowIndexes(...) 




Sandbox rendszervédelem – fájlkezelés Apple-módra 
 
 
A 10.5-ös verziójú macOS-ben jelenlévő Seatbelt továbbfejlesztett, átgondolt és 
kiterjesztett védelmi mechanizmusa a Sandbox. Lényege, hogy az alkalmazások csak 
azokhoz a szolgáltatásokhoz, hardvereszközökhöz és fájlokhoz férnek hozzá, 
amelyekhez mindenképpen szükségük van a működésre – egészen pontosan azokhoz, 
amelyekhez a felhasználó engedélyezését adta. Ez gyakorlatban úgy néz ki, hogy a 
fejlesztés során meg kell adni a programot tartalmazó projekteben, hogy mely 
szolgáltatásokra van szüksége a programnak (kimenő- és/vagy bejövő hálózati 
kapcsolatok kezelése, kamera, fényképekhez való hozzáférés, USB eszközök, nyomtatás, 
mikrofon, Bluetooth illetve felhasználó mappáinak írása és/vagy olvasása: 
Dokumentumok, Zene, Képek, Letöltések és a felhasználó által kijelölt egyéb útvonal). 
Meg kell indokolni, hogy miért szükséges az adott szolgáltatás elérése – ez azért fontos, 
mert a program futtatása során amikor ezekhez az erőforrásokhoz fordul a program 
(vagy amikor a program a használati igényt elküldi a rendszer felé) úgy a felhasználó egy 
felugró ablak formájában döntést hoz, hogy engedélyezi-e a hozzáférést az alkalmazás 
számára, avagy nem. Megvalósítás szempontjából az alkalmazásnak a támogatott 
fájlformátumok és lejátszási módok miatt el kell különítenie két esetet: 
 
1. a felhasználó egy fájlt / mappát explicit módon megnyit az alkalmazáson 
belüli betöltési lehetőségekkel - köztük az alkalmazás főablakába húzással - 
vagy indítási paraméterként. Ekkor a fájl / mappa elérhetővé válik az 
alkalmazás számára, hiszen a felhasználó egyértelműen jelezte a rendszer 
számára, hogy kíván hozzáférést adni az alkalmazás számára a megnyitott 
fájlhoz. 
2. a felhasználó közvetett módon igényli további fájlok, mappák megnyitását, 
azaz engedélyt kell kérnünk a felhasználótól. Ilyen eset például, amikor a 
felhasználó egy Cue Sheet-et nyit meg: mivel ezek fájlneveket tartalmaznak 
általában bármilyen útvonal megjelölése nélkül, ezért szükséges a .cue fájlt 
tartalmazó mappát (vagy az útvonalban megadott mappát) megnyitni és az 
említett fájlok megnyitását megkísérelni. Ezen folyamat közben szükséges 
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engedélyt kérni a felhasználótól egy felugró ablak formájában, ahol előre 
meg van jelölve az átvizsgálni kívánt mappa, mint az engedélyeztetés 
célpontja. Amennyiben a felhasználó korábban már adott hozzáférést az 
adott mappához vagy a fájlstruktúrában egy feljebb található mappához, úgy 
a megnyitás nem engedély köteles – ezt mindenképpen ellenőrizni kell az 
engedélykérési ablak mutatása előtt. 
 
A hozzáférési engedélyeket token-eket (karakterláncokat) úgynevezett security-
scoped bookmark (biztonsági könyvjelző) formájában kapjuk, melyeket az operációs 
rendszernek felmutatva megkapjuk a fájl hozzáféréséhez az engedélyt, közel maradandó 
módon. Ez azt jelenti, hogy akár az alkalmazást, akár a számítógépet újraindítva a 
hozzáférési jogosultsága a könyvjelzőnek megmarad. Nagyon fontos, hogy az 
engedélyezett fájlok használati jogát tartalmazó könyvjelzőt érvénytelenítsük, ha már 
nem használjuk az adott fájlt; az engedélykéréseknek és az érvénytelenítések számának 
egyenlőknek kell lenniük, különben az operációs rendszer érvénytelenítheti az összes, az 
alkalmazás számára addig a pontig kiadott biztonsági könyvjelzőt helytelen használat 
miatt ([3] kernel resource leak). 
Az előzetesen megadott engedélyeket erősen javallott egy olyan biztonságos 
adatbázisban vagy tárolóban elhelyezni, amely gyorsan elérhető, biztonságos és 
rugalmasan kezelhető. Jelen dolgozat erre a célra a macOS operációs rendszer által 
nyújtott és szabványosnak számító felhasználói tárolót használja, mely jól integrált 
konvenciókkal használható, valamint biztosítja az egységes használatot az alkalmazások 
közt – ez a UserDefaults konténer. 
Mostanra már olyan mélyen integrált és átfogó biztonságot nyújt, hogy csak 
azoknak az alkalmazásoknak kezdi el az elbírálását az Apple a Mac AppStore-ba, melyek 
teljeskörűen támogatják a Sandbox-ot – minden olyan beküldött változatot, amelyben a 
Sandbox nem aktív, automatikusan elutasítanak. A Sandbox védelem alapbeállításként 
aktív az operációs rendszeren, kikapcsolása erősen ellenjavallott, hiszen az ismert 





Grand Central Dispatch – szálkezelés 
 
A macOS 10.6-os változata óta elérhető a Grand Central Dispatch (GCD) névre 
hallgató, alacsony szintű programozható interfész (API), mely a több folyamat egyidejű 
futtatását teszi tervezhetőbbé és hatékonyabbá. Lényege, hogy a különböző feladatokat 
különböző karakterisztikájú, költségű és prioritású sorokba szervezhetjük – ezeknek a 
kezeléséért felelős a GCD. Az alábbi két nagy egységre bontjuk ezen sorokat: 
 
• Serial (sorban végrehajtott): ekkor a sorban szereplő utasítások egymást 
követően hajtódnak végre, egy utasítás mindig az azt megelőző utasítás 
végeztével indul 
• Concurrent (egyidejű végrehajtás): ekkor a sorban szereplő utasítások egymást 
követően indulnak, de nem várják meg, hogy az előttük lévő végrehajtódjon 
 
Az utasítások ütemezését minden esetben a GCD végzi, ahogy a processzor-mag 
affinitást is: a GCD dönti el, hogy melyik processzor-magon fut majd az adott utasítás.  
A feladatok futtatása történhet szinkron (egymást követő) vagy aszinkron (egymástól 
független) módon. 
 
Az alábbi három rendszerszintű sort biztosítja számunkra az operációs rendszer: 
1. Fő sor (Main queue): ez az alkalmazás fő, sorban végrehajtott típusú futási szála 
2. Globális sor (Global queue): a rendszer közös használatú, egyidejű végrehajtású 
szála. Négy különböző prioritási megjelölést támogat, csökkenő sorrendben: 
emelt (high), alap (default), alacsony (low) és háttérben futó (background). Ezek 
esetében a processzor-használat mellett az I/O (bemenet-kimenet, jellemzően 
az írási/olvasási) műveletek is szabályozásra kerülnek a többi, magasabb 
prioritású feladatok javára. 
3. Saját készítésű sorok (Custom queue): ezeket saját belátásunk szerint hozhatjuk 
létre és lehetnek sorban vagy egyidejűleg végrehajtott sorok – azonban 




A Globális sorba küldéskor nem direktben adjuk meg a prioritás értékét az általunk 
átadásra kerülő utasítások csokrának, hanem úgynevezett minőségi jelzővel (QoS – 
Quality of Service) látjuk el az elkészülendő szálunkat, mely alapján a GCD a megfelelő 
prioritással futtatja azt. Ezek a minőségi jelzők rendre: 
• Felhasználói-interaktív (User-interactive): ezek azok a feladatokat, melyek a 
végrehajtást tekintve nem tűrnek halasztást, ugyanis a felhasználói élményt nagy 
mértékben befolyásolják. Az ilyen feladatok jellemzően azok, melyek a 
felhasználó felület vezérléséért, módosításáért felelősek, illetve olyan kisebb 
volumenű utasítások melyek gyorsan végrehajthatóak és nem tűrnek hosszú 
késleltetést. A felhasználó felület módosítását érintő feladatokat kizárólag a Fő 
futási soron lehet futtatni, bármilyen más feladat futtatása ezen a soron 
veszélyeztetheti a felhasználói felület használati élményét, ugyanis ha egy 
folyamat hosszú ideig fut úgy a felület addig nem reagált a felhasználó 
interakciójára és az alkalmazás „lefagyottnak” tűnhet. 
• Felhasználói eredetű (User-initiated): olyan feladatok, melyeket a felhasználó 
indít a felhasználói felületről: magas prioritású, aszinkron módon kerülnek 
végrehajtásra a Globális soron. 
• Segédleti (Utility): ezen feladatok jellemzően hosszú ideig tartanak és tipikusan 
a felhasználó valamilyen vizuális módon (csúszka, sáv) tájékozódik az 
állapotukról: számolási, fájlkezelési, hálózati és egyéb ehhez hasonló műveletek 
számára ajánlott ezt a prioritást választani. Alacsony, energiatakarékos módon 
kerül végrehajtásra a Globális soron. 
• Háttérbeli (Background): ezekről a folyamatokról a felhasználó nem vesz 
tudomást. Bármilyen olyan feladathoz használható, amely nem igényel 
beavatkozást a felhasználótól és nem idő-kritikus. Legalacsonyabb prioritással 









Rendszerintegrálás – AppDelegate 
 
A programhoz mellékelt, a fejlesztőkörnyezet által automatikusan generált Info.plist 
tulajdonságokat leíró állomány a rendszer /Applications mappába történő telepítésnek 
köszönhetően automatikusan feldolgozásra kerül az operációs rendszer által. Ennek 
hatására röviddel a felmásolást követően a fájltípus hozzárendelések elvégezhetőek a 
fentebb leírt módon. Ez azért is fontos, mert az alkalmazás rendelkezik a megfelelő 
feldolgozási eljárásokkal a különböző külső forrásokból történő betöltés kezelésére, 
melyek az AppDelegate.swift fájlban olvashatóak. 
 
    func applicationDidFinishLaunching(_ notification: Notification) { 
  ... 
        NSUserNotificationCenter.default.delegate = self 
        NSApplication.shared().activate(ignoringOtherApps: true) 
 } 
 
A fenti applicationDidFinishLaunching() függvény elejében az alkalmazáson belüli 
üzenetek fogadásával kapcsolatos utasításokat találjuk, a végén pedig azt a két utasítást 
is, amely magát az üzenetküldést (NSNotification) lehetővé teszi. Közvetlenül utána 
következik az a sor, mely az alkalmazás megnyitáskori előtérbe kerülését végzi – így 
biztosan az újonnan megnyíló alkalmazásunkon lesz a fókusz az ablakkezelőben és nem 
„veszik el” a már megnyitott ablakok mögött. 
A showMenuBar() függvény felelős a felső menüsoron található Menubar Controller 
megjelenítéséért: elkészíti az alkalmazás ikonjának segítségével a kattintható 
menüpontot és létrehoz egy MenubarViewController objektumot a megfelelő mérettel, 
majd inicializál hozzá egy üzenetfogadót, amivel a számváltáskori adatfrissítést intézi. 
Az applicationWillTerminate() az alkalmazás bezárását megelőzően leállítja az 
esetlegesen aktív lejátszást és megkezdi a biztonsági könyvjelzők (security-scoped 
bookmarks) elmentését. 
Az application(_ sender: NSApplication, openFiles filenames: [String]) a fájlok Finderből 
hozzárendelt alkalmazásként – illetve külső programból, akár paraméterként megadott 
módon – történő megnyitás esetén kezelik a fájlok betöltését. 
A userNotificationCenter(_ center: NSUserNotificationCenter, shouldPresent 
notification: NSUserNotification) -> Bool pedig azért felelős, hogy a macOS értesítési 
központban (Notification Center) elérhetőek legyenek a számváltást követően az 




Hanglejátszás – CanaryCore 
 
Az inicializálás során megjelöli saját magát fontos, felhasználói értelemben vett 
kritikus alkalmazásnak (a szünetmentes lejátszás érdekében): self.activity = 
ProcessInfo().beginActivity(options: [ProcessInfo.ActivityOptions.latencyCritical, 
ProcessInfo.ActivityOptions.userInitiated], reason: "Uninterrumpted Audio Playback - 
spawning BASS engine"). 
Ezt követően betöltésre kerülnek a BASS külső modul kiegészítői aszinkron 
módon a Globális sorban: DispatchQueue.global(qos: .userInitiated).async { 
BASS_PluginLoad("libbass.dylib", 0) ... }, majd az alkalmazáson belüli üzenetküldések 
fogadására NSObjectProtocol objektumok jönnek létre az alábbi feladatok elvégzésére: 
az adott zeneszám lejátszásának végéhez érve a megfelelő lépéseket megtenni, a 
következő szám előtöltését megkezdeni, illetve a megjelölt audio eszköz által 
támogatott frekvenciák listáját tömb formátumban visszaküldeni – ezen művelethez 
több függvény együttes munkája szükséges: a getCoreAudioID(driver: String) -> 
AudioObjectID megkeresi, hogy a megkapott "driver" azonosítóhoz az operációs 
rendszer CoreAudio rétegében milyen AudioObjectID azonosító tartozik, ezt átadva a 
getSupportedFrequencies(audioObjectID: AudioObjectID) -> [Double] függvénynek az 
válaszul visszaadja a támogatott frekvenciákat emelkedő sorrendben egy Double típusú 
értékeket tartalmazó tömbben. 
 A hanglejátszáshoz az audio eszköz inicializálásáért a kért lejátszási frekvencián 
a ccBASS_Init(device: Int32, freq: DWORD, flags: DWORD, win: 
UnsafeMutableRawPointer!, dsguid: UnsafeMutableRawPointer!, viewController: 
ViewController, free: Bool) függvény a felelős. Amikor a lejátszásra kiadja a felhasználó 
a parancsot, akkor az adott számhoz tartozó állományt az ezen osztályban található 
loadFile(song: Song) végzi, ami a betöltés elvégeztével elküldi a rendszer többi 
szereplőjének a szám adatait (köztük a borítóképet is), majd megkezdi a lejátszást. A 
lejátszhatatlan fájlok megjelölését az unplayable(), ugyanezen megjelölésű fájlok 
lejátszási listáról való eltávolítását pedig a removeUnplayable() függvény teszi. Amint a 
zeneszám lejátszása végéhez ér, úgy a songEnded() függvény megnézi, hogy mi a 
következő teendő: melyik ismétlési mód a jelenleg aktív, van-e előre betöltve következő 
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zeneszám egy külön csatornán / szálon és ha nincs, akkor a soron következő zeneszám 
lejátszható-e vagy sem. 
 Az akadásmentes lejátszás biztosításának érdekében az alkalmazás az éppen 
lejátszott szám egy bizonyos pontjára elhelyez egy előtöltési jelzőt (trigger) a 
placePreloadTrigger(channel: DWORD, song: Song, streamLength: QWORD, 
percentage: Double) -> HSYNC? függvénnyel. Amikor a lejátszás eléri az elhelyezett 
jelzőt, azonnal meghívásra kerül a preloadNextSong(), mely a preLoadFile(filePath: 
String) -> Bool használatával egy külön szálon előtölti a következő zeneszámot, megjelöli 
az előtöltött csatornát aktívnak, így amikor a lejátszás véget ér a songEnded() tudni 
fogja, hogy egyből fűzheti a keverősávba az előtöltött csatornát (kis túlzással mintha 
konkatenálást végezne). 
 A lejátszáshoz szükséges még, hogy amennyiben a lejátszandó zeneszám DSD 
formátumú, úgy a lejátszási csatorna elkészítésekor el kell dönteni, hogy milyen 
paraméterekkel kezdődjön meg a DSD állomány kikódolása – ennek elvégzésében vállal 
döntő szerepet a dsdStreamOptions() -> DWORD függvény, ami a Beállításokban 
megadottak szerint a megfelelő kikódolási opciókat adja vissza. 
 A borítókép betöltésre a FLAC kódolási fájlok esetében van egy külön módszer, 
melyet a tryLoadingAlbumArt(channel: DWORD, sendNotification: Bool = true) 
függvény biztosít: a BASS_ChannelGetTags() függvénytől kért TAG_FLAC_PICTURE 
struktúra egy mutatót (pointer) ad vissza, melynek adattagját utána egy ilyen típusú 
változóhoz rendeljük – amennyiben ez nem nil, úgy megkezdjük a képi adat 
feldolgozását és megjelenítését: 
 
let pointer = BASS_ChannelGetTags(channel, DWORD(BASS_TAG_FLAC_PICTURE)) 
let flacPicture = pointer?.withMemoryRebound(to: TAG_FLAC_PICTURE.self, capacity: 1) { 
           $0.pointee 
        } 
        if (flacPicture?.data != nil) { 
           let data = NSData.init(bytes: flacPicture!.data, length: Int(flacPicture!.length)) 
           let img = NSImage.init(data: data as Data) 
           DispatchQueue.main.async { 
               if (img != nil) { 
    NotificationCenter.default.post( 
Notification.Name(rawValue:"ccTakeAlbumArt"), object: nil, userInfo: 
["art" : img!]) 
               } 
           } 
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        } 
 
A getCodecFromFile(ctype: DWORD, channel: HSTREAM) -> String  pedig a szöveges 
formában visszaadja a kapott csatorna és típus alapján a felhasználó számára 
kijelzendő hang formátum nevét. 
 
Vezérlés és használat – ViewController 
 
viewDidLoad() – a főablak betöltésekor, de még a megjelenése előtt meghívásra kerülő 
függvény, mely az alkalmazás által használt főablak kirajzolásán túlmenően az 
alapértékek beállításáért és a különböző egyéb komponensek inicializálásáért felelős. 
Meghívást követően a Fő soron (Main queue) aszinkron módon előkészíti az ablak 
színsémájának megfelelő színezést, inicializálja: az alapértelmezett kimeneti 
hangeszközt, az alkalmazáson belüli üzenetek fogadására a hallgató objektumokat, 
visszaállítja az utolsó ismert hangerő szintet, a lejátszási lista oszlopainak számát (illetve 
alapértékre állítja amennyiben hiányzik). Meghívja a loadBookmarks() tagfüggvényt 
annak érdekében, hogy a Sandbox biztonsági könyvjelzők (security-scoped bookmarks) 
által biztosított elérési útvonalak újra „járhatóak” legyenek az alkalmazás számára, 
valamint, hogy a lejátszási lista feltöltődhessen az előző munkamenetből esetlegesen 
elmentett zeneszámokkal. Mivel a lejátszási listának bizonyos tulajdonságai itt kerülnek 
beállításra, ezért az alábbi utasítás is itt kapott helyet: 
 
self.tableView.doubleAction = #selector(ViewController.playlistRowDoubleClicked(_:)) 
 
lényege, hogy a lejátszási lista elemeire duplán kattintva az itt hivatkozott függvény 
(playlistRowDoubleClicked(_:)) kerül meghívásra, paraméter nélkül. Ez azért van így, 
mert a ViewController osztály egy delegáltja az NSTableViewDelegate-nek és 
maradéktalanul teljesíti az abban leírt követelményeket, azaz a fenti tagfüggvény kérdés 
nélkül a ViewController-ben szereplő NSTableView objektumból származó eseményt 
dolgozza fel. Végezetül, hogy a betöltési folyamatot ne akadályozza, ezért a lejátszási 
lista statisztikájának a frissítése (zeneszámok teljes hossza, illetve a darabszám) is egy 





if (!self.startup && UserDefaults.standard.object(forKey: "statusShowStat") != 
nil && UserDefaults.standard.bool(forKey: "statusShowStat")) { 
                var total = 0.0 
                for song in self.dataArray { 
total += song.length 
} 
                if total == 0.0 { 
self.reloadSongLengths() 
} 
                self.startup = true 
} 
} 
keyDown(with event: NSEvent) – A billentyűzettel történő vezérlés lehetőségét a 
függvény kezeli, mely a lenyomott billentyűk kódjai alapján meghívja a megfelelő 
utasítást (előre/hátra tekerés, lejátszás, megállítás, hangerő módosítás, szám törlése) 
contextMenuRevealFinder(_ sender: Any)  – a lejátszási listában jobb (vagy bal + ctrl) 
klikkel előhívható menü Reveal in Finder menüpontját kezelő metódus, amely nem üres 
sorra történő meghívás esetén az elérési útvonalat egy egyelemes tömbben átadja az  
NSWorkspace.shared().activateFileViewerSelecting(urls) – függvénynek, melynek hatására 
megnyílik a Finder, kijelölve a hivatkozott zeneszámhoz tartozó fájlt 
loadBookmarks() – a biztonsági könyvjelzőket, a lejátszási lista elemeit, a BS2B és EQ 
profilokat tölti vissza a UserDefaults-ból 
saveBookmarks() – a Sandbox biztonsági könyvjelzőket, a lejátszási lista tartalmát, a 
BS2B és az EQ profilokat menti el a UserDefaults-ba oly módon, hogy előtte minden 
egyes adattagjukat alaptípusokat tartalmazó tömbökbe rendezi és azokat menti ugyanis 
a saját osztálytípus elmentését a UserDefaults nem támogatja, így az alapvető 
karakterlánc (String), adat (Data) illetve szám (Integer, Float, Double, stb) típusú 
adatokat kell használnunk. Fontos kiemelni, hogy ezen a pontján a programnak ideális a 
biztonsági könyvjelzők érvénytelenítése abban az esetben, ha a hivatkozott fájlokat / 
mappákat már nem használjuk, melyet az alábbi kód részlet végez: 
 
var url = URL(fileURLWithPath: song.filePath) 
if (song.filePath.contains("file://")) { 
         url = URL(string: song.filePath)! 
        } else { 
         url = URL(fileURLWithPath: song.filePath) 
       } 
        do { 
         let urlSec = try url.absoluteURL.bookmarkData( 
          options: URL.BookmarkCreationOptions.withSecurityScope, 
         includingResourceValuesForKeys: nil, 
     relativeTo: nil) 
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    let bytes = urlSec.base64EncodedString( 
options: Data.Base64EncodingOptions.init(rawValue: 0)) 
      songPaths.append(bytes) 
     if (resign) { 
       url.stopAccessingSecurityScopedResource() 
    } 
    } catch _ as NSError { 
    } 
 
setupEQ() – előkészíti az előerősítési, valamint a 10 sávos hangszínszabályzó effekt 
csatornákat a BASSFX modul számára, majd amennyiben van a felhasználó által 
aktívnak megjelölt profil úgy érvényesíti azt 
modifyEQBand(fCenter: Float, fGain: Float) – a megadott paraméter alapján 
érvényesíti a hangszínszabályzó adott értékén végbemenő változást úgy, hogy az 
előzőleg inicializált effekt csatornát módosítja a BASS_FXSetParameters() segítségével 
saveEQProfiles() – a saveBookmarks() tagfüggvényhez hasonlóan a UserDefaults-ba 
elmenti az összes hangszínszabályzó profilt úgy, hogy előtte az EQ osztálybeli 
objektumokat Float típusú tömbökbe szétválogatja 
loadEQProfiles() – betölti a UserDefaults-ból az összes hangszínszabályzó profilt 
bs2bEnable() – amennyiben a BS2B modul engedélyezve van a Beállításokban és van 
folyamatban lévő lejátszási folyamat, úgy bekapcsolja a kiválasztott értékekkel a BS2B 
modult és alkalmazza annak hatását az éppen lejátszás alatt lévő hangsávra a 
keverőben. Ennek folyamata, hogy a keverősávból kiáramló adatfolyam továbbításra 
kerül a BS2B modul számára egy jelfeldolgozó (DSP) csatorna formájában, mely a 
feldolgozott jelet visszaküldi és így végül az érkezik meg a hangkártyába a keverőből: 
 
if (self.bs2bdsp == 0) { 
self.bs2bdsp = BASS_ChannelSetDSP( self.appDelegate.ccBASS.mixer, {  
(handle, channel, buffer, length, user) in 
bs2b_cross_feed_f( 
user?.bindMemory(to: t_bs2bd.self, capacity: 1), 
buffer?.bindMemory(to: Float.self, capacity: 1), 
Int32(length/(2*DWORD(MemoryLayout<Float>.size))) 
) 
}, self.bs2b, 0) 
} 
let userCutoff = UserDefaults.standard.object(forKey: "bs2bCutoff") as? Int32 
let userCrossfeed = UserDefaults.standard.object(forKey: "bs2bCrossfeed") as? Int32 
if (userCutoff == nil || userCrossfeed == nil) { 
self.prefs.set(700, forKey: "bs2bCutOff") 
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         self.prefs.set(45, forKey: "bs2bCrossfeed") 
         bs2b_set_level_fcut(self.bs2b, 700) 
bs2b_set_level_feed(self.bs2b, 45) 
} else { 
bs2b_set_level_fcut(self.bs2b, userCutoff!) 
        bs2b_set_level_feed(self.bs2b, userCrossfeed!) 
}  
 
loadAlbumArtForSong() – az éppen aktuálisan szóló zeneszám album borítóját 
próbálja meg betölteni, először a fejléc átvizsgálásával, melyhez az operációs rendszer 
által biztosított AVAsset osztályt használja: amennyiben a fejléc metaadatai között 
szerepel az ’artwork’ kulcsszó, úgy a hozzá tartozó adatot megpróbálja képként 
értelmezni. Ha ez sikerül és az NSImage példány sikeresen elkészül, akkor megjeleníti a 
képet és értesíti egy belső üzenet formájában a többi modult is erről. Ellenkező 
esetben a zeneszámot tartalmazó mappában keres bizonyos nevű fájlokat (a 
FileManager rendszer által biztosított osztály segítségével), amelyek tipikusan 
albumborítók szoktak lenni. Abban az esetben, ha ez sem hozna kívánt eredményt úgy 
sorban a legelső olvasható .jpg, .jpeg majd .png kiterjesztésű fájlokat próbálja 
megjeleníteni borító gyanánt: 
 
let asset: AVAsset = AVAsset(url: URL(fileURLWithPath: song.filePath)) 
for format in asset.availableMetadataFormats { 
for item in asset.metadata(forFormat: format) { 
if item.commonKey == "artwork" { 
var img: NSImage? 
                        if (item.keySpace != nil && item.keySpace == AVMetadataKeySpaceiTunes) { 
                            img = NSImage(data: item.value?.copy(with: nil) as! Data) 
                        } else { 
                            img = NSImage(data: item.value as! Data) 
                        } 
                        if img != nil { 
                            artFound = true 
                            DispatchQueue.main.async { 




userInfo: ["art" : img!]) 
                                self.sendDefaultAlbumArt = false 
                                if (UserDefaults.standard.integer(forKey: "sysNotif") > 0  
  && sendNotification) { 




                                } 
                            } 
} 




startMixer() – felszabadítja a keverőt és az összes lejátszási csatornát, újra inicializálja 
a kiemeneti hangeszközt amennyiben szükséges, betölteti a lejátszandó zeneszámot a 
loadFile() segítségével, alkalmazza a DSD, EQ és BS2B beállításokat, elindítja a 
keresősáv animációját a moveSeeker() meghívásával és feltölti a főablak címkéit a 
megfelelő adatokkal 
moveSeeker() – a keresősáv mozgatásáért felelős tagfüggvény, amely a Globális soron 
egy aszinkron folyamatot indít háttérbeni minőségi megjelöléssel, ami negyed 
másodpercenként újrarajzoljtatja a megfelelő részeit a főablaknak és a keresősávnak: 
 
DispatchQueue.global(qos: DispatchQoS.background.qosClass).async { 




self.seekerActive = false 
} 
 
enqueueSong() – amennyiben a megkapott fájl lejátszható hang állományt tartalmaz, 
úgy a fejléc feldolgozása után felveszi a lejátszási lista elemei közé 
processCue() -  a paraméterként megkapott elérési útvonalon található fájlt 
megpróbálja Cue Sheet-ként értelmezni és soronként feldolgozni, amennyiben az 
lehetséges. Különös figyelmet fordít arra, hogy a sorvégi karakterek miatt ne akadjon 
meg a feldolgozás, továbbá, hogy az értékek különböző elválasztó karakterek (idézőjel, 
aposztróf, szóköz, vessző) vegyes használata ellenére is értelmezhető adatként 
kerüljenek feldolgozásra. 
loadFilesFromDirectory() – az adott útvonalat képes kérésre rekurzívan, illetve Cue 
Sheet-eket figyelmen kívül hagyva bejárni lejátszásra alkalmas állományok felkutatása 
érdekében. A .cue fájlok figyelmen kívül hagyása azért is fontos, hogy ne kerüljön be 
egy album többször is a lejátszási listába a fájlonként történő feldolgozás miatt. 
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reloadSongLengths() – a lejátszási lista hiányzó számhosszait számolja ki aszinkron 
módon a Globális soron, háttérbeni QoS megjelöléssel. 
 
Hangszínszabályzó – EQViewController 
 
setControlAvailability() – eldönti a hangszínszabályzó jelenlegi állapotától függően, 
hogy a vezérlőelemek aktívak-e vagy sem 
isUpdateNeeded() – megmondja, hogy a jelenleg aktív EQ profiltól eltérő értékeket 
mutatnak-e a szabályzók, vagy sem. Az Update gomb elérhetősége ettől függ. 
  
Felső menüsorban található vezérlő – MenubarViewController 
 
viewDidLoad() – alkalmazáson belüli üzenetküldésre készíti elő a feldolgozást 
viewDidAppear() – jelzi a ViewController felé, hogy megkezdődhet az adatok küldése 
 
Beállítások – SettingsViewController 
 
viewDidAppear() – létrehozza az üzenet fogadásához a megfigyelő objektumokat, 
feltölti a menüpontokat a megfelelő értékekkel, lekérdezi az operációs rendszertől az 
elérhető kimeneti hangeszközök listáját 
viewWillDisappear() – eltávolítja az összes üzenet fogadására létrehozott megfigyelőt 
soundOutputSwitcherChanged() – értesíti a kimeneti hangeszköz megváltoztatásáról 
az alkalmazás minden további részlegét: 
for device in self.devices { 




userInfo: ["device" : String("\(device.id)")!, "driver" : String("\(device.driver)")!,  
"name" : String("\(device.name)")!] 
)     





Adatbázis - UserDefaults 
 
Az Apple által biztosított, a macOS operációs rendszerben jelenlévő adatbázis, 
mely minden felhasználó számára alapértelmezésben adott és kulcs – érték párokban 
képes tartósan eltárolni a bevitt adatokat, így az alkalmazás és a számítógép 
újraindítását követően is elérhetőek maradnak. 
 Tekintve, hogy bármely feltelepített alkalmazás számára ezen adattárolási 
módszer a szorgalmazott, így az adatbázishoz történő kapcsolódás és adatmentés is 
kényelmes, ugyanis nincs szükség socket-ek használatára vagy port-on keresztül 
történő kapcsolathívásra: a fejlesztőkörnyezetben található Foundation keretrendszer 
tartalmazza azt a programozható interfészt (API) amin keresztül az összes támogatott 
művelet elvégezhető. Egységességének köszönhetően ideális választás a felhasználó 
által az alkalmazásban elvégzett módosítások és testreszabási lehetőségek tartós 
mentésére, másrészről a normák ily mértékű követésével elsőrangú esélyeink vannak a 
későbbiekben, amikor is az AppStore-ba szánt alkalmazásunkat elbírálják. 
 
Az adatbázisba mentésre példa: 
UserDefaults.standard.set(self.button.state, forKey: "buttonState")  
 
Az adatbázisból betöltésre példa: 
let index = self.prefs.integer(forKey: "selectedItem") 
 
A UserDefaults adatbázisban kizárólag az alábbi típusú értékeket adhatjuk meg 
az általunk választott kulcsok mellé: NSData (adat), NSString (karakterlánc), 
NSNumber (szám), NSDate (dátum), NSArray (tömb) és NSDictionary (lista). 
Amennyiben ettől el szeretnénk térni és saját típust óhajtunk rögzíteni, úgy a javasolt 
eljárás a saját típusunk NSData fajtájúvá alakítása. 
Az alkalmazás mindent a UserDefaults-ban tárol: az összes felhasználói 
beállítást, a BS2B profilokat és beállításokat, EQ profilokat és beállításokat, a főablak 
állapotát / méretét / színét, a hangerőt, a lejátszási lista elemeit, az oszlopok számát, a 
kiválasztott kimeneti hangeszközt, a DSD beállításokat, a RAM puffer méretét, az 
előreolvasási jelző elhelyezésének pozícióját és a biztonsági könyvjelzőket is. 
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A tesztelési terv és a tesztelés eredményei 
 
Végrehajtott teszt elvárás eredmény 
támogatott fájlformátum főablakba húzása sikeres lejátszás sikeres lejátszás 
támogatott fájlformátum megnyitása Finder-ből sikeres lejátszás sikeres lejátszás 
támogatott fájlformátum lejátszási listába húzása sikeres lejátszás sikeres lejátszás 











































































kimeneti hangeszköz megváltoztatása lejátszás közben 
lejátszás folytatása 
az új hangeszközön 
lejátszás folytatása 
az új hangeszközön 
exkluzív mód (Hog mode) bekapcsolása 
minden más hang 
némítása 
minden más hang 
némítása 















Fejlesztés közbeni kihívások 
 
Rekurzív pásztázás és Cue Sheet-ek – felhasználói szemszögből nézve az egyik 
legfontosabb tulajdonsága egy alkalmazásnak, hogy „egyszerűen csak működik”, ami 
sokkal inkább helyettesíthető azzal, hogy: „kitalálja helyettem, hogy mit is akartam”. 
Nem volt ez máshogy a fájlok/mappák betöltésének megtervezésével sem: első 
probléma a szálkezelésnek azon részén jelentkezett, amikor a felhasználó vegyesen tölt 
be egyszerre mappákat és fájlokat. Ekkor versenyhelyzet alakulhatott ki a sima aszinkron 
eljárás esetén és a lejátszani kívánt elemek összekeveredtek a listában. A megoldást a 
fentebb jellemzett visszatéréskori végrehajtás használata jelentette, melynek 
köszönhetően a következő elem vizsgálata már csak az előző maradéktalan feldolgozása 
után következik. A második probléma az volt, hogy számításba kellett venni a mappán 
belüli Cue Sheet jelenlétét és amennyiben az érvényes adatokat tartalmazott, úgy az 
adott mappa fájljainak feldolgozását át kellett ugrani a többszöri – esetenként hibás – 
lejátszási listára felvétel elkerülésének érdekében. 
 
Bluetooth fülhallgató és frekvencia váltás – egy érdekes jelenség, hogy a vezetéknélküli 
fej-/fülhallgatók eltérően kezelik a különböző mintavételezési frekvenciájú 
hangfolyamokat. Jó példa erre, hogy az Apple AirPods amennyiben az általa támogatott 
8kHz és 48 kHz frekvenciákon kívül magasabb hangfolyamot kap, úgy automatikusan 
8kHz-es üzemmódra vált és abban is marad egészen kikapcsolásig. Ezt megelőzendő, az 
alkalmazás lekérdezi a CoreAudio-tól a támogatott frekvenciákat és ezt egyeztetve a 
lejátszás megkezdése előtt beállítja a küldendő hangfolyam mintavételezését: a 







Több formátum támogatása – egy lejátszó minél több hangtömörítési eljárást és 
fájltípust ismer, annál széleskörűbb a felhasználhatósága. Érdemes lenne a későbbiek 
során a MIDI zenék lejátszását elkészíteni, illetve a MIDI-hez szükséges hangfontok 
(soundfont) kezelését. 
 
Számonkénti / albumonkénti EQ és BS2B profilok – az albumok és zeneszámok 
keverésekor mindig egy adott hangzás és hangkép az, aminek elérése a hangmérnökök 
törekednek. Ennek érdekében nem restek áldozni a hangerő oltárán sem, éppen ezért 
könnyen előfordulhat az a sajnálatos eset, hogy az egymás után lejátszott számok nem 
megfelelően szólnak az általunk hallgatott hangeszközön. Kézenfekvő lenne egy olyan 
lehetőség beépítése, amivel számokhoz / albumokhoz tudnánk EQ profilt rendelni, mely 
a számok közötti váltáskor automatikusan a megfelelő hangképet állítaná így elő. 
 
Zeneszám adatainak szerkesztése – a lejátszási listára felvett zeneszámok adatainak 
szerkesztése és elmentése. Erre léteznek külön szerkesztő programok, de kényelmesebb 
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