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Optimizacija koda ( code tuning) je vrlo korisna stvar kada se bavimo ozbiljnijim programi-
ranjem. Zahvaljujuc´i njoj nasˇ kod postaje brzˇi i efikasniji. Upravo time c´emo se u ovome
radu baviti. Naucˇit c´emo kako optimizirati pojedine dijelove programskog koda napisanog u
programskom jeziku Python. Kroz primjere c´emo vidjeti koje dijelove je potrebno optimizi-
rati, a koji su, vec´ sami po sebi, dovoljno brzi i nemaju potrebe za optimizacijom. Proucˇit
c´emo optimizaciju regularnih izraza, stringova, lista te rjecˇnika. Na kraju samog rada, do-
nijet c´emo konkretne zakljucˇke i smjernice koje c´e vam rec´i cˇega se trebate pridrzˇavati te
sˇto trebate izbjegavati kada je rijecˇ o optimizaciji. Nadam se kako c´e vam one biti korisne u
daljnjem radu ukoliko se budete susretali s optimizacijom.
Kljucˇne rijecˇi: optimizacija, Python kod, regularni izrazi, stringovi, liste, rjecˇnici
ABSTRACT
Code tuning is a very usefull thing when dealing with some serious programming. Thanks to
code tuning, our code becomes faster and more efficient. That is exactly what we’re gonna
deal with in this paper. We will learn how to optimize individual parts of program code
written in Python Programming Language. Through examples we will see which parts need
to be optimized, and which themselves are already fast enough and do not have any need
for optimization. Also, we will study the optimization of regular expressions, strings, lists
and dictionaries. At the end of this paperwork, we’ll get concrete conclusions and guidelines
that will tell you what you should comply with and what you should avoid when it comes
to optimization. I hope that they will be useful in further work if you encounter optimization.
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Uvod
U ovom zavrsˇnom radu, govorit c´emo o optimizaciji programskog koda. Kako smo se u kole-
giju Programiranje i programsko inzˇenjerstvo bavili programiranjem u Pythonu, ovdje c´emo
se bazirati iskljucˇivo na optimizaciji programskih kodova napisanih u Pythonu.
Rad je podijeljen u sˇest poglavlja. Na pocˇetku samog rada, u prvom poglavlju, naucˇit
c´emo nesˇto osnovno o optimizaciji koda; sˇto je to optimizacija koda te kada je potrebno
optimizirati nasˇ kod i zasˇto. U drugom poglavlju rec´i c´emo nesˇto o vremenskim funkcijama
koje nam pomazˇu racˇunati vrijeme potrebno za izvrsˇenje nasˇeg programskog koda. Zatim
c´emo u sljedec´im poglavljima proucˇiti optimizaciju odredenih struktura podataka na nacˇin
da c´emo napraviti neki kratki uvod u odredenu strukturu pa c´emo kroz prakticˇan primjer
vidjeti njenu optimizaciju. Na taj nacˇin probat c´emo objasniti kako optimizirati regularne
izraze, stringove, liste te rjecˇnike. Na tim primjerima takoder c´emo dobiti josˇ jedan lijepi
uvid u to sˇto optimizacija koda jest te c´emo takoder naucˇiti kako i na koji nacˇin je najbolje
optimizirati odredene dijelove nasˇeg koda.
Nakon sˇto proucˇimo kako optimizirati odredene strukture, u zakljucˇnom dijelu ukratko c´emo




Kako smo vec´ rekli u uvodnom dijelu, u ovom radu bavit c´emo se optimizacijom Python
koda, pa je prirodno da na pocˇetku kazˇemo nesˇto opc´enito o optimizaciji koda. Sˇto optimi-
zacija koda zapravo jest? Zasˇto je potrebno optimizirati nasˇ kod? Da li je uopc´e potrebno
optimizirati kod ili to mozˇemo izbjec´i? Na ova pitanja pokusˇat c´emo odmah na pocˇetku dati
odgovor.
Optimizacija koda (code tuning) je izmjena ili uredivaje programskog koda kako bi on bio
brzˇi i efikasniji. Temelji se na izmjeni odredenih dijelova koda (npr. mijenjanje odredenih
petlji) te izbacivanju nepotrebnih dijelova (npr. izbacivanje nekoliko linija koda koje ne pri-
donose vazˇnosti koda). Nadalje, postavlja nam se pitanje zbog cˇega trebamo optimizarati
nasˇ kod? Mozˇe se rec´i kako je optimiziranje programskog koda samo po sebi dosta primam-
ljivo jer sama cˇinjenica da smo uspjesˇno ubrzali nasˇ kod nam govori o tome kako smo postali
ozbiljniji programeri. No, prije nego zapocˇnemo s optimizacijom, moramo se zapitati da li
je ona uopc´e potrebna. Naravno da je pozitivna stvar da je nasˇ kod brzˇi i efikasniji, ali
optimiziranje iziskuje dosta vremena pa bi trebali dobro razmisliti je li nasˇ kod uistinu tako
losˇ. Naime, mozˇe nam se dogoditi da dosta vremena posvetimo optimizaciji da bi na kraju
uvidjeli kako smo samo malo ubrzali nasˇ kod. Vrijeme potrosˇeno na to ne mozˇemo vratiti,
a mogli smo ga iskoristiti za neke druge, korisnije stvari. Takoder, pazˇnju moramo obratiti
i na to jesmo li sigurni da je nasˇ kod gotov i da ispravno radi, tj. radi li nasˇ kod ono sˇto
od njega zˇelimo i ocˇekujemo. Optimizacija nam nec´e biti ni od kakve koristi ako sam nasˇ
izvorni kod nije u potpunosti gotov i ispravno napisan.
Dakle, dvije najbitinije stvari o kojima moramo razmisliti, prije nego zapocˇnemo s optimi-
zacijom programskog koda, su:
- Jesmo li sigurni da smo gotovi s kodiranjem i da nasˇ kod radi ono sˇto zˇelimo?
- Ima li uistinu potrebe za njegovom optimizacijom?
Ukoliko na oba pitanja odgovorimo potvrdno, spremni smo za optimizaciju.
2 Koriˇstenje timeit modula
Kada se bavimo optimizacijom koda, potrebno je da nasˇ kod sadrzˇi neku funkciju, tako-
zvanu vremensku funkciju, koja c´e nam racˇunati vrijeme potrebno za izvrsˇenje tog nasˇeg
koda. Ono sˇto je bitno kod optimizacije koda u Pythonu jest to da nikada ne trebamo pisati
sami svoju vremensku funkciju. Razlog tomu je vrlo jednostavan. Ne samo da Python u
sebi vec´ sadrzˇi vremensku funkciju, vec´ je i pisanje vlastitih previˇse komplicirano. Zbog tih
razloga vlastite vremenske funkcije nec´emo pisati, vec´ c´emo koristiti Pythonov timeit modul.
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2.1 Sˇto je to timeit modul?
Timeit modul pruzˇa nam jednostavno sucˇelje za odredivanje vremena izvrsˇenja dijelova
Python koda. On koristi vremensku funkciju kako bi nam osigurao najtocˇniji izracˇun vre-
mena potrebnog za izvrsˇenje koda. Pri samom njegovom koriˇstenju, bitno je da znamo da
timeit modul funkcionira samo ukoliko znamo koji tocˇno dio koda trebamo i zˇelimo optimi-
zirati.
2.2 Detaljnije o timeit modulu uz primjer
Pretpostavimo da imamo sljedec´u, vrlo jednostavnu funkciju, koja prima neki broj i vrac´a
taj broj uvec´an za 5.
Slika 1: Funkcija uvecaj()
Tu funkciju nazvali smo uvecaj, dok smo cijeli taj program spremili pod nazivom primjer.py.
Pogledajmo sada kako izgleda nasˇ timeit modul:
Slika 2: timeit modul
• Timer prima dva argumenta; prvi argument je izjava za koju zˇelimo izracˇunati vrijeme,
dok drugi argument postavlja okruzˇenje za tu izjavu, tj. moramo navesti pod kojim
smo nazivom spremili cijeli taj nasˇ program kako bi racˇunalo moglo nac´i funkciju koju
koristimo.
• timeit() pokrec´e nasˇu izjavu i vrac´a nam broj sekundi koliko je bilo potrebno da se ona
izvrsˇi. Argument koji timeit() prima nam govori koliko puta treba pokrenuti tu izjavu.
Ako argument nije zadan (kao u nasˇem primjeru), on po defaultu iznosi 1000000.
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Jedna od bitnih metoda koju c´emo koristiti je metoda repeat(). repeat() metoda prima dva
argumenta. Prvi argument je broj koji nam govori koliko puta trebamo pozvati timeit(),
tj. koliko puta trebamo ponoviti cijeli test, dok nam drugi argument predstavlja broj po-
navljanja pojedinog testa. Ova metoda vrac´a nam listu brojeva koji nam govore koliko je
trajao pojedini krug ponavljanja. Ako nisu posebno zadani, argumenti ove metode iznose 3
i 1000000.
Slika 3: Primjer koriˇstenja repeat() metode
Uocˇimo kako kod koriˇstenja repeat() metode vremena nisu identicˇna. Ona gotovo nikada
nec´e niti biti ista, ne zbog razlike u kodu, vec´ zbog pozadinskih procesa ili nekih drugih
faktora koji se odvijaju izvan Pythona. No oko tih malih razlika ne trebamo se previˇse bri-
nuti. Kako bismo izbjegli listu koju nam vrac´a repeat() metoda, u daljnjem radu koristit
c´emo metodu min() koja uzima listu tih vremena i vrac´a nam najmanje vrijeme potrebno za
izvrsˇenje nasˇeg koda:
Slika 4: Primjer koriˇstenja min() metode
Ove stvari biti c´e nam jako korisne u daljnjem radu jer c´emo upravo preko njih provjeravati
jesmo li uspjeli ubrzati nasˇ kod. Sada, kada smo naucˇili kako koristiti vremensku funkciju,
mozˇemo krenuti s optimizacijom pojedinih struktura podataka.
3 Regularni izrazi
Prije same optimizacije regularnih izraza, rec´i c´emo nesˇto o regularnim izrazima. Sˇto su to
regularni izrazi?
Regularni izrazi su nizovi znakova koji, u skladu s odredenim pravilima, opisuju druge nizove
znakova. Prvenstveno nam koriste za pretrazˇivanje, rasˇcˇlanjivanje i zamjenu dijelova teksta
preko re modula. Navest c´emo samo nekoliko metoda koje c´emo koristiti u nasˇem kodu, no
njih ima mnogo viˇse.
re.search (pattern, string, flags=0) − prima regularni izraz (pattern) i string u kojem se
pokusˇava pronac´i pattern definiran regularnim izrazom. Ukoliko je pronaden, search vrac´a
odgovarajuc´u instancu, u suprotnom vrac´a None.
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Slika 5: Primjer koriˇstenja re.search
Znak ’ˆ’ oznacˇava pocˇetak stringa, a ’$’ kraj stringa. U uglatim zagradama navodimo skup
znakova, dok nam znak ’+’ omoguc´ava ponavljanje prethodnog regularnog izraza, tj. u ovom
primjeru, [A-Za-z]+ c´e odgovarati bilo kojem nizu znakova iz skupa [A-Za-z] (ne mora biti
samo jedan znak iz tog skupa).
re.compile (pattern, flags=0) − pretvara pattern u objekt koji se zatim mozˇe, preko me-
tode search(), koristiti za sparivanje s nekim stringom.
Slika 6: Primjer koriˇstenja re.compile
Proucˇimo sada optimizaciju regularnih izraza kroz sljedec´i primjer.
3.1 Optimizacija regularnih izraza
Pretpostavimo da imamo funkciju koja radi sljedec´e: prima jednu rijecˇ i provjerava je li ta
rijecˇ neprazan string sastavljen iskljucˇivo od slova. Ukoliko je, funkcija vrac´a tu istu rijecˇ,
u suprotnom vrac´a ”000”. Za pocˇetak, mi smo tu provjeru napravili pomoc´u regularnih
izraza, no, kada krenemo optimizirati taj nasˇ kod, vidjet c´emo da bi regularne izraze trebali
izbjegavati. Prije svega, pogledajmo nasˇ pocˇetni kod:
Slika 7: Koriˇstenje regularnih izraza
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Vidimo kako u main sekciji, postavljamo vremenski test za rijecˇ ’proljece’, testiramo tu rijecˇ
tri puta i vrac´amo minimalno vrijeme, zatim ispisujemo rijecˇ koju provjeravamo, rezultat
funkcije te vrijeme potrebno za izvrsˇenje funkcije. Mozˇemo vidjeti kako je u ovom slucˇaju
nasˇem programu trebalo 9.5 sekundi da provede ovaj test pomoc´u regularnih izraza. No,
mozˇemo li bolje?
Za pocˇetak, mogli bi koristiti skrac´enu sintaksu regularnih izraza te, umjesto da posebno
definiramo sva slova preko stringova, jednostavno to napravimo pomoc´u regularnih izraza.
Takoder, kako smo vidjeli u primjeru koriˇstenja re.compile, regularne izraze mozˇemo i kom-
pajlirati (prevesti u jezik poznat nasˇem racˇunalu) i koristiti kompajliranu verziju sˇto nam
daje vec´ puno bolji rezultat. Skrac´enu sintaksu regularnih izraza i kompajliranu verziju te
njihove rezultate mozˇemo vidjeti na sljedec´im primjerima:
Slika 8: Skrac´ena sintaksa regularnih izraza
Slika 9: Kompajlirana verzija regularnih izraza
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Primjetimo kako regularne izraze lako mozˇemo zamijeniti s petljom. No, hoc´e li nam to biti
brzˇe rjesˇenje? Odgovor na to pitanje lako mozˇemo dobiti ako testiramo nasˇ program. Pa
probajmo umjesto regularnog izraza ubaciti petlju i pogledajmo sˇto c´emo dobiti:
Slika 10: Koriˇstenje petlje
Uocˇimo kako petlja mozˇda jest malo brzˇa od regularnih izraza, ali nije brzˇa od kompaj-
lirane verzije regularnih izraza. Razlog tomu je to sˇto se kompajlirana verzija prirodno
pokrec´e na racˇunalu, dok su petlje napisane u Pythonu i pokrec´u se kroz Python. Za sada
nam se kao najbolje rjesˇenje cˇini kompajlirana verzija regularnih izraza.
No, Python nam nudi josˇ jednu stvar. Nudi nam string metodu isalpha() koja provjerava
sadrzˇi li string samo slova. Cˇini nam se kako bi nam koriˇstenje te metode dosta olaksˇalo
stvar jer upravo to nasˇ program i treba napraviti, provjeriti je li string sastavljen iskljucˇivo
od slova. Na sljedec´oj slici vidjet c´emo kako je koriˇstenje ove metode, ne samo jednostavnije,
vec´ i dosta brzˇe od svih prethodnih!
Slika 11: Koriˇstenje metode isalpha
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Sve u svemu, zakljucˇak ovoga poglavlja jest da, ukoliko znamo neku string metodu kojom bi
mogli zamijeniti regularni izraz u nasˇem kodu, iskoristimo ju, jer ona c´e nam donijeti brzˇe
rjesˇenje, a i nasˇ kod c´e biti jednostavniji i razumljiviji. No, ukoliko biramo izmedu regularnih
izraza i petlji, bolje nam je koristiti regularne izraze.
4 Stringovi
U ovome uvodu nec´emo niˇsta posebno govoriti o stringovima. Podrazumjevamo kako su nam
stvari koje koristimo u ovom poglavlju, vezane za stringove, vec´ opc´e poznate, pa bi najbolje
bilo da odmah krenemo s njihovom optimizacijom.
4.1 Optimizacija stringova
Kod optimizacije stringova uzet c´emo za primjer funkciju koja prima neki string sastavljen
od brojeva (pretpostavimo da je string ili prazan ili je sastavljen iskljucˇivo od brojeva),
uklanja sve jedinice iz tog stringa (ako ih ima), nadopunjava string s nulama (ukoliko je po-
trebno) te vrac´a prvih 5 znamenaka nasˇeg stringa. Mi smo to napravili tako da smo pomoc´u
re.sub izbacili sve jedinice iz pocˇetnog stringa i spremili ga u neki novi string. Zatim smo
taj novi string nadopunili s nulama (ukoliko on ima manje od 5 znamenaka) te vratili prvih
5 znamenki:
Slika 12: Koriˇstenje stringova
Krenimo sada s optimizacijom tog koda. Za pocˇetak, sjetimo se kako smo u prethodnom
poglavlju optimizirali regularne izraze. Vidjeli smo na primjerima da nam regularni izrazi
nisu basˇ najbolje rjesˇenje te da bi ih trebali zamijeniti s necˇim boljim.
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Takoder smo zakljucˇili kako nije pametno regularne izraze zamijeniti s petljom, vec´ s nekom
jednostavnijom string metodom. Uocˇimo kako Python sadrzˇi posebnu string metodu koja
zapravo radi isto sˇto i re.sub. Ta metoda naziva se string.replace a funkcionira na nacˇin
da prima dva argumenta te u nasˇem stringu zamjenjuje prvi argument s drugim. Probajmo
sada navedeni regularni izraz zamijeniti s tom string metodom da vidimo hoc´e li nam se
vrijeme poboljˇsati.
Slika 13: Koriˇstenje string.replace
Vidimo da nam uistinu ova izmjena daje puno bolje rezultate. Iz tog razloga, ostavit c´emo
taj dio koda sa string metodom i prebaciti se na sljedec´i dio u kojem prekratke rezultate
nadopunjavamo nulama, a predugacˇke skrac´ujemo na 5 znamenaka. Primjetimo kako nasˇ
novi kod odmah mozˇemo nadopuniti s 5 nula. U tom slucˇaju znamo da novi kod sadrzˇi mini-
malno 5 znamenaka pa cˇak i u slucˇaju da je nasˇ pocˇetni string prazan. Sada, na jednostavan
nacˇin, mozˇemo vratiti prvih 5 znamenaka nasˇeg novog stringa:
Slika 14: Zamjena while petlje
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Taj postupak nam daje puno brzˇe i povoljnije rezultate. A mozˇemo i primjetiti kako je nasˇ
kod uredniji i laksˇi za cˇitati i razumjeti.
Dakle, kada je rijecˇ o stringovima, uvijek bismo trebali trazˇiti neke posebne string metode
koje mozˇemo koristiti u nasˇem kodu. Takoder, probajmo izbjegavati petlje i na sˇto jednos-
tavniji nacˇin pristupiti nasˇem kodu. Ponekad je najocˇitiji i najjednostavniji nacˇin ujedno i
najbrzˇi.
5 Liste
Koriˇstenje lista u Pythonu je vrlo jednostavna stvar pa nec´emo o njima previˇse govoriti,
samo c´emo navesti par osnovnih stvari da se prisjetimo sˇto su to liste i kako ih koristimo.
Lista je skup elemenata definiran unutar uglatih zagrada. Indeksi liste su od 0 do n-1
pa ukoliko na primjer imamo listu: lista = [’a’, ’b’, ’c’, ’d’], pri pozivu lista[0], dobit c´emo
prvi element liste, tj. u ovom primjeru ’a’. Kako smo vec´ rekli, indeksi liste nam idu do n-1,
pa c´emo zadnjem elementu liste pristupiti tako da pozovemo lista[3], sˇto c´e nam dati zadnji
element ’d’. Takoder, zadnjem elementu mozˇemo pristupiti i na nacˇin da pozovemo lista[-1]
sˇto nam isto za rezultat daje element ’d’.
Pri koriˇstenju lista, cˇesto uzimamo odredene intervale lista koji su nam potrebni.
Uzmimo ponovno za primjer listu: lista = [’a’, ’b’, ’c’, ’d’]
• lista[1:3] nam zapravo znacˇi da uzimamo elemente od indeksa 1 do indeksa 3 (ali bez
indeksa 3), pa c´emo u ovom primjeru dobiti elemente: ’b’ i ’c’
• lista[:3] = lista[0:3] → ’a’, ’b’, ’c’
• lista[1:] = lista[1:len(lista)] → ’b’, ’c’, ’d’
Sada, nakon ovog kratkog uvoda, mozˇemo krenuti s optimizacijom lista.
5.1 Optimizacija lista
Uzmimo primjer funkcije koja prima neki string (pretpostavimo da je on sadrzˇan iskljucˇivo
od znamenaka) te iz tog stringa uklanja uzastopne duplikate. Mi smo to ucˇinili na vrlo
jednostavan nacˇin, koristec´i for petlju. Nekom novom stringu pridruzˇili smo prvi element
pocˇetnog stringa, dok smo u petlji za svaki sljedec´i element provjeravali je li on isti kao
prethodni. Ukoliko su razlicˇiti, dodali smo ga novom stringu, u suprotnom nastavljali smo
dalje provjeravati za sljedec´i element.
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Slika 15: Koriˇstenje for petlje
Mozˇemo pomisliti kako nam program usporava to, sˇto svaki put kada prolazimo kroz petlju,
provjeravamo novi kod[-1] pa probajmo taj dio izmjeniti tako da zadnju znamenku spremimo
u zasebnu varijablu pa provjeravamo nju:
Slika 16: Optimizacija liste
Kako nam je vrijeme podjednako i nije se previˇse poboljˇsalo, mozˇemo zakljucˇiti da stalno
pristupanje novi kod[-1] uopc´e zapravo ne predstavlja problem.
Stoga, probajmo pristupiti optimizaciji ovog dijela koda na drugacˇiji nacˇin. Znamo da string
mozˇemo tretirati kao listu znakova (kako smo dosada i cˇinili) pa pomoc´u funkcije range()
pretrazˇimo tu listu i izvucimo svaki znak koji je drugacˇiji od prethodnog. Time c´emo dobiti
novu listu znakova (medusobno razlicˇitih) koje metodom join() spojimo u string.
Pa pogledajmo na sljedec´oj stranici kako to izgleda.
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Slika 17: range() i join()
Vidimo kako nam se vrijeme i dalje nije poboljˇsalo. Nasˇ kod je sada cˇak i dosta sporiji nego
onaj kojeg smo imali na pocˇetku.
Dakle, promatrajuc´i sve promjene koje smo radili, mozˇemo vidjeti da nam niˇsta pretje-
rano ne pomazˇe u optimizaciji koda pa je pametnije da taj kod jednostavno ostavimo ovako
kako je jer nam je to josˇ i najbolje rjesˇenje.
6 Rjecˇnici
Na kolegiju Programiranje i programsko inzˇenjerstvo vec´ smo naucˇili sˇto su rjecˇnici u Pythonu
i cˇemu nam sve oni sluzˇe pa c´emo se samo ukratko toga prisjetiti kako bismo laksˇe shvatili
nasˇ primjer optimizacije rjecˇnika.
Rjecˇnici su tipovi podataka oblika kljucˇ:vrijednost(i). Rjecˇnik uvijek ima viticˇaste zagrade i
po tome ga razlikujemo od ostalih tipova podataka, npr. lista. Elemente rjecˇnika odvajamo
zarezom, a svaki element se sastoji od kljucˇa i vrijednosti koje odvajamo dvotocˇkom. npr.:
nam zapravo znacˇi da je kljucˇ prvog elementa ”A” s vrijednosˇc´u ”1”, dok je kljucˇ drugog
elementa ”B” s vrijednosˇc´u ”2”.
Elementima rjecˇnika pristupa se iskljucˇivo preko kljucˇa te ako bismo npr. zˇeljeli pristupiti
1. elementu ovog rjecˇnika, ucˇinili bismo to na nacˇin: rjecnik[”A”], sˇto bi nam kao rezultat
dalo njegovu vrijednost ’1’.
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6.1 Lambda funkcija
Prije nego zapocˇnemo s optimizacijom, rec´i c´emo nesˇto i o lambda funkciji koju c´emo kasnije
nakratko koristiti.
Lambda funkcija u Pythonu zapravo radi isto sˇto i obicˇna funkcija, samo sˇto ona, za razliku
od funkcija, nema svoje ime i malo je drugacˇije konstruirana.
Promotrimo sljedec´i primjer koji c´e nam dati bolji uvid u lambda funkcije:
Slika 18: Lambda funkcija
Vidimo da a() i b() rade istu stvar. Obje funkcije nam za uneseni x vrac´aju x + 5, jedino
im je sintaksa malo drugacˇija.
Lambda funkciju mozˇemo koristiti na sljedec´i nacˇin, a upravo on c´e nam koristiti u dalj-
njem radu:
Slika 19: Koriˇstenje map i lambda funkcije
Prethodni primjer radi sljedec´e: lambda funkcija svaki element iz liste a mnozˇi s 2, dok nam
map() vrac´a novu listu s elementima koje nam je lambda vratila, tj. u ovom primjeru dobit
c´emo listu [4, 6, 8, 10].
Sada, kada smo ukratko objasnili sˇto su nam rjecˇnici i lambda funkcija, krenimo s opti-
mizacijom rjecˇnika.
6.2 Optimizacija rjecˇnika
Za primjer optimizacije rjecˇnika, uzet c´emo funkciju koja prima neku rijecˇ, prvo slovo te
rijecˇi pretvara u veliko slovo, a ostala slova zamjenjuje s odgovarajuc´im znamenkama. U
nasˇem primjeru to smo ucˇinili na nacˇin da smo definirali rjecˇnik pomoc´u kojeg smo svakom
slovu pridruzˇili odgovarajuc´u znamenku.
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Slika 20: Koriˇstenje rjecˇnika
Promatramo li kod, mozˇemo primjetiti kako pozivamo metodu upper() na svako pojedino
slovo te gradimo nasˇ kod postupno, znamenku po znamenku, tj. ulazec´i u petlju, svaki put se
nadovezujemo na stari string. To nam se basˇ i ne cˇini kao najbolje rjesˇenje pa probajmo taj
dio poboljˇsati tako da pozovemo funkciju upper() samo jednom, na cijeli string, a problem
s petljom rijesˇimo pomoc´u ranije spomenute, lambda funkcije.
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Slika 21: Koriˇstenje lambda funkcije
Iako smo mozˇda ocˇekivali kako c´e nam ovo rjesˇenje biti brzˇe, vidimo da je ono zapravo i
sporije od onoga kojeg smo na pocˇetku imali (preko rjecˇnika). No, to nam zapravo i jest
bit optimizacije. Moramo izmjenjivati nasˇ kod kako bismo dobili sˇto brzˇe rjesˇenje. U nekim
situacijama nam nasˇe izmjene nec´e biti brzˇe od pocˇetnog koda, ali to nec´emo znati dok ne
isprobamo.
Sljedec´a ideja je da zamjenimo lambda funkciju s list comprehention.
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Slika 22: Koriˇstenje list comprehention
Vidimo kako je list comprehention malo ubrzalo nasˇ kod, ali nije toliko znatna razlika u
brzini.
Preostaje nam josˇ isprobati Pythonovu funkciju string.maketrans koja prima dva argu-
menta i prevodi prvi argument u drugi. Uvjet je da ti argumenti moraju biti iste duljine.
Koriˇstenjem te funkcije vidimo kako se i dalje istim slovima pridruzˇuju iste znamenke, ali
smo na ovaj nacˇin izbjegli koriˇstenje rjecˇnika te koristimo samo string metodu sˇto nam daje
josˇ najbolje rezultate dosad, koje mozˇemo pogledati na sljedec´oj stranici.
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Slika 23: Koriˇstenje funkcije string.maketrans
Mozˇemo zakljucˇiti kako je koriˇstenje rjecˇnika samo po sebi dosta brzo rjesˇenje i ne tre-
bamo ga posebno optimizirati, jedino ukoliko rjecˇnike mozˇemo zamijeniti s nekom posebnom
funkcijom, kao sˇto je u ovom slucˇaju string.maketrans, tada c´emo doc´i do brzˇeg rjesˇenja.
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Zakljucˇak
Na kraju ovog rada, mozˇemo zakljucˇiti nekoliko bitnih stvari koje smo mogli vidjeti u opti-
mizaciji nasˇih kodova:
- testirajte svoj kod - koje god izmjene radili u kodu, uvijek je bitno da ga testirate, je-
dino tada c´ete znati imaju li te izmjene uopc´e smisla
- izbjegavajte petlje - kad god je to moguc´e, izbjegnite pisanje petlji. Petlje probajte zami-
jeniti s nekim jednostavnijim naredbama
- ucˇinite kod sˇto jednostavnijim - kako i nama, tako c´e i Pythonu ponekad biti laksˇe (a time
i brzˇe) procˇitati jednostavniji kod
- regularne izraze zamijenite sa string metodom - ukoliko znate string metodu kojom mozˇete
zamijeniti regularni izraz u kodu, a da kod i dalje radi istu stvar, napravite to! Da se vratimo
na prethodnu natuknicu, string metode je jednostavno laksˇe za razumjeti
- rjecˇnike, ako znate, mozˇete zamijeniti s nekom posebnom funkcijom, ali oni su sami po sebi
vec´ dosta brzi
No, ne zaboravite najbitniju stvar od svih! Prije nego sˇto uopc´e krenete s optimizacijom,
dobro odvagnite je li ona uistinu potrebna. Ukoliko jest, nadamo se kako c´e vam ove
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