Abstract: Software is in constant evolution and many approaches have been suggested to study software maintenance productivity. This research reports on a process to design and implement a productivity model of legacy software based on the measurement of small functional enhancements using the COSMIC ISO 19761 international standard. Two motivations influence this research: 1) understanding the productivity of the software maintenance process to help manage the cost of maintenance, 2) understanding the cost drivers that affect the software maintenance productivity. This research reports on a case study of a productivity measurement program implemented in a large banking legacy system. The resulting case study is showing the possibility to produce a productivity model with this sample using all independent variables (R 2 of more than 0,75) of a specific large retail bank.
Introduction

Research Motivation
Benestad et al. [1] presents an overview of recent approaches for software maintenance improvement. In summary, researchers have focused on: maturity models to help with software maintenance process improvement initiatives [2] [3], estimation of maintenance costs [4] , insights into the preconditions for measuring software maintenance productivity [2] [5] and direct analysis of productivity models Error! Reference source not found.
[6]Error! Reference source not found. [7] . As suggested by those authors, the main hypothesis of this research is that construction of productivity models specific to software maintenance should distinguish between the product, resources and processes when collecting data. This paper describes an case study in which maintenance productivity models were designed based on a set of 88 individual functional enhancements to the core banking ERP legacy system of a large retail bank.
In this organization, IT management was interested in understanding and updating their existing productivity models for the following reasons:
-productivity data on software maintenance was no longer up to date (older than 10 years); -leveraging the new second generation of functional size measurement method, namely COSMIC measurement method ISO 19761 [10] ) independently of the programming language technology and with a finer measurement granularity [11] [12]; -obtaining a data sample more representative of their current software portfolio; -a capability to tackle both management and customers questions about software maintenance productivity.
Definition of maintenance
Software lifecycle can be divided into two distinct parts, as presented in ISO 12207 [13] : the initial development of the software and its use and ongoing maintenance.
The international standard ISO 14764 [14] on software maintenance defines four categories to classify the nature of individual maintenance work requests: adaptive, corrective, preventive, and perfective (see table 1 ).
ISO 14764 classifies adaptive and perfective maintenance as enhancements, and the corrective and preventive maintenance as corrections [14] . This research is focused mainly on adaptive and corrective work requests where most of the changes to functionality occur. Cost of maintenance
In large organizations, most of the IT personnel is assigned to software maintenance -see Table  2 [7]. However, software maintenance is still a rather neglected activity by both IT managers and academic research according to a number of authors (Torchiano, Ricca, and De Lucia [6] , Koskinen [7] , Kuhlmann [8] This paper proposes a simple approach to build a productivity model for small functional enhancements conducted on legacy systems.
Building a productivity model
The approach presented here proposes to build a productivity model in two steps: 1) selecting rigorous criteria to obtain reliable data 2) implementing a rigorous process to design a sound productivity model.
Criteria to obtain reliable data
The following six criteria were selected to ensure a controlled empirical study: In this empirical study the COSMIC measurement method [10] was used to measure the functional size of each small enhancement (functional processes were measured and verified). More specifically, eighty eight (88) small functional enhancements were measured by the same 'maintainer' and next verified by an independent COSMIC certified expert. This number of small enhancements, each one being a functional process, represents enough data points to fulfill good statistical conditions for the sixth criteria. The documentation was produced and controlled by the same maintainer who had implemented the small enhancements.
These small enhancements (adaptive and corrective only) were designed, programmed and implemented on a large core banking ERP application from April 2010 to December 2011. The duration of each small enhancement varied from half a day to 3 weeks. Each small enhancement had documented and well understood characteristics (about the programming language used and types of maintenance: batch vs. online). The small enhancements efforts, type of programming language and tools used were also all documented in the change request system of the bank. The maintainers recorded the information on a daily basis. A small team of 1 or 2 maintainers executed every small enhancement.
Process used to design the productivity models
To design the productivity mode during this empirical research seven steps were followedsee Figure 2 . 
Identification of Each Small Enhancement
The data was collected through the system change request (CR) process implemented at the bank.
A change request (CR) is defined as "proposed changes to a product that is being maintained" by ISO 14764 [14] . Each CR was selected from the change request Enterprise Resource Planning (ERP) system of the bank, based on the following characteristics in common:
• Adaptive and corrective maintenance.
• Duration between half a day and 3 weeks.
• Effort and duration measures were available and reliable.
• Each small enhancement had a functional size of less than twenty CFPs (COSMIC Function Points).
• All from the same core banking application, ensuring the same application domain (management information system -MIS), programming languages on an IBM mainframe environment (e.g., COBOL, PL/1 or tool like Cool:Gen using DB2 or Oracle databases).
• Every small enhancement was documented in the same change request system of the bank and its documentation was well known by the maintainer and the independent COSMIC measurer.
Eighty-eight (88) small enhancements were selected based on these criteria (see details in Appendix A).
Functional Size Measurement
In this step, the COSMIC [7] measurement method was used to determine the size of each small enhancement. To calculate the size of a small enhancement, all of its functional processes were identified, and then measured in terms of COSMIC function points. The maintainer who applied the measurement method was the one who analyzed, programmed and implemented each small enhancement. Afterwards, an independent functional measurement expert verified the number of CFP obtained for each functional process based the documentation of each small enhancement (see examples in Appendix A).
Determination of the Quality of the Information Provided for Each Small Enhancement
The quality of the documentation of each small enhancement was assessed based on the COSMIC verification process requirements Error! Reference source not found.. This activity helps verify the quality of the functional size results. The determination of the quality of the documentation can be assessed based on: 1) the presence or absence of a data model, 2) the availability of the description of the data movements and 3) the identification of each functional process in the software. Because the maintainer who had done the maintenance was present during this exercise, it was possible to complete the documentation, when needed. The resulting quality of the documentation related to small enhancements used in this case study is considered as high (i.e. of very good quality).
Collection of Effort for Each Small Enhancement
In this core banking system, the maintenance requests are received via an ERP system that captures change requests. The Maintenance Manager (MM) then looks at individual request, prioritizes it and, next, assigns it to a maintainer who will conduct the impact analysis and address it. The maintenance requests received for one specific system module are handled by a specific team.
Collection of cost drivers of Each Small Enhancement
The data available to analyze cost drivers are: a) functional size 
Determination of Unit Cost for Each Small Enhancement
After the maintenance requests are ordered according to efforts, the enhancements with the effort less than 3 weeks of effort 1 were selected for analysis. The number of functional points per hour is used to calculate the productivity ratio while the unit cost is determined by dividing effort (input) required to develop small enhancements to functional size (output) of each small enhancement.
Constructing Productivity Model(s) for Small Enhancements
A productivity model is typically built with data from CR's completed, when all information on a CR is available and that there is no more uncertainty: all of the software functions have been delivered and all of the number of hours for the project have been completed and measured.
Presentation of the dataset
This section presents the definitions of the attributes of the dataset and provides a descriptive analysis of the dataset. Table 3 shows the distribution the number of CFPs and Effort in hours. 
Analysis of the data
SPSS was used to analyze the data, with regression statistics. The acceptance of regression results hinges on diagnostic checking for the acceptance of 'classical assumptions'. In software engineering, the 'classical assumption is that the size should explain 70% of the effort 80% of the time. For this analysis, if the regression analysis is showing a result greater than 0,70, this will confirm the 'classical assumption' [21] .
Regression analysis procedure
To proceed for a regression analysis it is necessary to follow the procedure recommended in [21] .
A) Steps before starting the regression:
1. Define the methodology to build the productivity model (section 2) 2. Decide which attributes will be used in the model (also defined in section 2) 3. Choose the statistical tool and enter the data for statistical analysis (section 2) 4. Use descriptive analysis to find outliers.
From descriptive statistics no outlier was in the data set used.
B)
Steps for the regression analysis:
1--Choose which variables will be analyzed 2--Run a regression analysis
3--Present the results
4--Interpret the results
5--Accept or reject the results (in the productivity model)
6--Start again with new choices of variables
Some results
It is not possible to present all the results. Only some of them will be presented following the proposed steps:
1--Choose which variables will be analyzed
In this regression analysis, the functional size of small enhancements is selected as the dependent variable and effort as the independent variable in the model. |This analysis aims to find the relation between functional size and effort.
Effort = function (functional size in CFP)
2--Run a regression analysis SPSS was chosen to run a linear regression analysis with the ANOVA (table 4) . Table 4 shows the regression analysis and ANOVA, and Figure 2 the regression plot.
Table 4 -Regression analysis and Anova
Figure 2 -Regression Plot with Effort and CFP
3--Interpret the results
There are only two variables: effort as the dependent variable and CFP as independent variable. The R 2 result is 0,75. This study considers that a R 2 of 0,70 is acceptable in software engineering. In Figure 3 , the last column Sig. shows the goodness of fit of the model. If this number is smaller than ,01 then the model is significant at 99%, if it is smaller than .05 then the model is significant at 95%, and if it less than ,1 the model is significant at 90% [21] . Significance implies the acceptance of the model: the lower this number, the better it fits. In Figure 3 , the Sig. value of ,000 confirms the significance of the model at more than 99%. Finally, in Figure 4 , the regression plot is not showing any particular outlier.
4--Accept or reject the results (in the productivity model)
The result is acceptable from the goodness of the fit. The number of CFPs explains more than 75% of the variance in the effort.
5--Start again from new choices of variables
In the previous models, only two variables were used. The next question is: is it possible to improve the regression value using some other variables or multiple variables?
In table 5, three (3) independent cost drivers were analyzed with the independent variable CFP and the dependent variable effort. Table 5 shows that the R 2 is constantly over 0.75, which means that independents variables (adaptive/corrective, online/batch) used for regression analysis explain more than 75% of the variance in the effort variable. The ANOVA still have a Sig. of ,000 for all three regressions and the plot is not very useful because of the binary nature of each variable. However, none of these additional independent variables adds much to the explanation of the relationship with functional size and effort, which already had an R 2 of 0,75.
Unit cost
This research also presents the average unit costs using a number of cost drivers. Table 6 shows that the average unit cost for all the data is 1,81 hours per CFP with a difference between the lowest and highest average of 0,9 hours for 88 small enhancements. Table 6 shows that that the lowest unit cost is for Adaptive maintenance (1,4 hrs/CFP), while corrective maintenance costs almost twice as much (2,5 hrs/CFP). For Batch and Online the average is 1,6 and 2,0 hours/ CFP.
Conclusion and Future Works
It was possible to produce a productivity model with this sample using all independent variables (R 2 of more than 0,75) of a specific large retail bank.
The productivity is 20% better using Online, instead of Batch mode (table 6). Unit cost is also better (almost 60% decrease) for adaptive maintenance compare to corrective maintenance.
There were a number of homogeneous empirical conditions to construct this productivity model (Table 4 and Figure 2 ): functional enhancements to the same major software banking application within a single organization, each distinct functional enhancement designed, programmed and implemented by the same person, documented by the maintainer, measured within a controlled environment and verified by a measurement expert.
While this type of situation is common in practice, availability of such data for empirical analysis is scarce. On the other hand, such homogeneity limits the generalization of the results to other contexts, such as different software applications. Availability of additional data sets is therefore necessary for further research work. 
