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ABSTRACT
The control and programming methodology of industrial 
robots is becoming increasingly important. The speed and 
accuracy of data generation, and the performance of the 
robot are considered the most important factors in robotics 
control.
This paper presents and discusses algorithms that solve
for the inverse solution for a given point in space at a
very high speed based on the top down abstract method. The
algorithms are independent of any specific type of
manipulator configuration or programming language. The
algorithms were implemented for the IBM-PC1 using the
FORTRAN language to control the Armdroid2 robot. The 
program generates 500 sets of data in 1.25 minutes. This 
paper also describes the Armdroid robot and presents its 
kinematic equations for both the forward and inverse 
solutions. Critical positions exist in the workspace of the 
robot where the inverse solutions become degenerate.
Special algorithms are presented to resolve the degeneracy 
associated with these positions.
1 IBM-PC is trademark of IBM Co.
2 Armdroid is trademark of Colne Robotics Ltd.
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X i,Yi,Zi : The XYZ coordinates of the system attached to
 1ink i .
A i : A 4x4 transformation matrix which describes the
relation of system i relative to system i-1.
A i-1 : The inverse of the A i transformation matrix.
 
T i : A 4x4 transformation matrix which describes the
position and orientation of link i relative to 
the base reference frame.
θ  : The rotation of system i about the z-axis of . • isystem l-l.
θij     : θ i + θj.
 
S i ,C i : sinθ i  and cosθi respectively.    
S ij ,C ij : sinθ i j  and cosθij respectively.
  
N, O, A, P : The normal, orientation, approach, and position 
vectors respectively which describes the 
gripper with respect to the base reference frame
nx, ny, nz : The X,Y, and Z components of the normal vector 
respectively projected on the reference frame.
ox, oy, oz : The X,Y, and Z components of the orientation
vector respectively projected on the reference 
frame.
ax, ay, az : The X,Y, and Z components of the approach
vector respectively projected on the reference 
frame.
px, py, pz : The X,Y, and Z components of the position
vector respectively projected on the reference 
frame.
a i : A translation of coordinate frame i along the
 x-axis of coordinate frame i-1.
d i : A translation of coordinate frame i along the
 z-axis of coordinate frame i-1.
ix
α : A rotation of the coordinate frame i about the
x-axis of coordinate frame i-1.γij
: Angle j of joint i.
(i,j) : The entry in the ith row and jth column of the
specified matrix.
1I. INTRODUCTION
As the demand for industrial automation increases, the 
fields of robotics, robotics management, and robots 
technology and their applications became of greater 
importance.
Industrial robots are numerically controlled machines 
composed of three major components. The mechanical system, 
the control system, and the software system are the three 
components which constitute any industrial robot system.
The mechanical system is the part which includes the links, 
motors, gears, potentiometers, and the other minor 
components. The control system includes the electronic 
hardware (sometimes a general purpose or a special purpose 
computer), and the components which supply the feed back 
from the mechanical system. The operating system is a 
computer program which controls the operation of both the 
mechanical system and the computer hardware. The main 
function of the operating system is to give the user 
flexible and easy control over the robot. The user 
interface to the operating system may range from a simple 
easy to use interface using a specific natural language to a 
pre-defined set of instructions to do a certain job. The 
operating system must also have the capability of monitoring 
the robot during its operation, and provide a stopping 
control if the machine causes damage to itself or any of the 
objects in its work envelope.
An experimental robot is a relatively smaller machine
2with less capability than a commercial industrial robot. 
However, it can simulate the operation and environment of an 
industrial robot. The analysis of the kinematics, dynamics, 
and software control programs, must be done in a similar way 
for both types of machines.
The topic of this paper is to present the kinematic 
analysis of the Armdroid robot and the program structure of 
the operating software which was developed for the machine. 
The kinematic analysis will be presented after a complete 
description of the machine is given. The analysis and 
programming methodology for handling the critical positions 
of the robot are also provided.
3II. DESCRIPTION OF THE ROBOT MODEL
The Armdroid robot shown in Figure 1 is an open loop 
experimental robot (this title is given to the machine by 
the author) with five degrees of freedom [1/2]. The first 
three joints, 1, 2, and 3, provide positional control for
the end effector, and the last two joints, 4 and 5, provide 
the control for the orientation of the gripper. The robot 
has a workspace defined by the space the gripper can reach 
provided that the physical limits of the joints have been 
taken into consideration. The two 2 -dimensional diagrams in 
Figure 2 shows the workspace of the Armdroid. The dashed 
lines in the figure indicate that the robot can physically 
move beyond that limit but the program does not allow this 
to happen to prevent collision with the ground or the base 
of the robot. The robot consists of 1) the base, 2) the 
shoulder, 3) the upperarm, 4) the forearm, and 5) the 
gripper.
The base, which supports the robot, houses the 
electronic hardware controller. The motor which provides 
the rotation of the shoulder about a vertical axis through 
the base is also housed inside the base. The rotation of 
the shoulder about the vertical axis is identified by 
joint 1 as shown in Figure 3, and it is one of the 
positional degrees of freedom.
The shoulder holds the links of the robot, the gripper, 
the motors, and the reduction gears. The two links which 
correspond to the upperarm and the forearm rotate about
4Figure 1 Photograph of the Armdroid
5Projection of the workspace 
on a horizontal plane
Projection of the workspace 
on a vertical plane
Figure 2. The Workspace of the Robot
Figure 3. Schematic Diagram of the Armdroid
7a horizontal axis. The upperarm rotates about the Z-^  axis 
(through the shoulder) and the forearm rotates about the 
axis (through the upperarm). The rotation of these two 
links about the two parallel axis, Z^ and Z^, provide two 
parallel joints. These joints are identified as joint 2 
and 3 respectively as shown in Figure 3. They provide the 
other two positional degrees of freedom.
Figure 4 shows a detailed drawing of the gripper. The 
gripper has three fingers, and functions as the hand of the 
robot. The motion of the fingers is controlled by one 
motor. By feeding and pulling cable L the fingers open and 
close respectively. The orientation of the gripper is 
controlled by angles similar to the Roll, Pitch, and Yaw 
(RPY) type of angles except that it does not have the Roll 
motion (i.e., two degrees of freedom gripper). The 
gripper's degrees of freedom are constructed to be driven by 
two sets of gears forming a system similar to a differential 
type gear system. The direction of the motion of the gears 
determines the directibn of the motion of the gripper and 
which joint (degree of freedom) is moving. If gears A and B 
rotate in the same direction the gripper will rotate about 
the Z^ axis, and if they rotate in the opposite direction 
the gripper will rotate about the Z^ axis. Rotation about 
the Z~ axis moves the hand up and down and forming joint 4. 
Further, when the hand rotates about the Z^ axis it forms 
joint 5. These two joints, 4 and 5, provide the control for 
the orientation of the gripper.
8Figure 4. Schematic of the Gripper
9All the joints of the robot are driven by 7.5° DC 
unipolar stepper motors [3]. Each motor shaft is coupled 
through an appropriate reduction gear train to increase the 
driving torque and reduce the stepping angle at the output 
of the gear train. A stepper motor is also used to control 
the fingers of the gripper.
The robot is also furnished with a simple electronic 
hardware controller to control the motion of the motors.
The controller can communicate with an external device like 
a teach pendant or a computer via a parallel 8 bit bus. The 
function of the external device is to send data to the 
robot's controller to move the motors. To activate the 
motors two types of data are needed:
1. A byte containing the stepping direction and the 
motor number,
2. A byte containing the latching signal.
After the controller receives the data signal from the 
external device it stores it in its internal buffer. The 
latching signal from the external device must follow the 
data signal. It commands the controller to send the data in 
its buffer out to the appropriate motor and to be ready to 
receive the next data signal.
The basic system of the robot was designed to be an 
open loop system and does not have any form of position 
sensing device like a potentiometer. The controlling 
software must be designed to be able to identify the robot's 
position as it moves the robot from one position to another.
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III. KINEMATIC ANALYSIS
The kinematic analysts of the robot leads to 
developing two sets of equations. The first set of 
equations, called the forward solution, is to solve for the 
position and orientation of the gripper with respect to the 
base reference coordinate system. These equations are 
functions of the joint angles of the robot. For a given 
position and orientation of the gripper the second set of 
equations, the inverse solution, calculates the joint 
angles of the robot.
The basic technique employed for the kinematic analysis 
of the spatial mechanism is the A transformation matrix 
introduced by Hatenberg - Denavit [4]. This method has 
found widespread applications in the analysis of robots and 
multiple link mechanisms.
The links of the robot are assumed to be rigid bodies. 
To solve for the kinematic equations of the robot Figure 5 
is used as a simplified schematic of the links of the 
robot £4,5,6]. The number next to each link is selected for 
identifying that link. For example link 0 corresponds to 
the ground or the base of the robot and link 5 corresponds 
to the gripper. A coordinate system is fixed to each link. 
The number associated with each coordinate system indicates 
that the system is fixed to the link with the same number. 
Table I shows the relationships between the coordinate 
systems of adjacent links £5,6]. For example, the third row 
of the table gives the parameters which describe the
11
Table I.
The Relationship Between 
the Coordinate Systems
Link Varaible a degree a d
1 ©i 90 0 <*1
2 ©2 0 a2 0
3 ©3 0 a3 0
4 ©4 -90 0 0
5 ©5 0 0 d5
12
Figure 5. A Simplified Schematic of the Armdroid
13
relation of coordinate system 3 relative to coordinate 
system 2.
Given the equation of the A transformation matrix in 
Equation 1 [5,63 and the link parameters in Table 1 the A 






cos© -sin©cosoi sin©sina acos©
sin© cosGcosa -cosQsina a sin©
0 sina cosa d
0 0 0 1
ci 0 S1 0
si 0 -C1 0
0 1 0 dl
0 0 0 1
r
C2 "S2 0 C2a 2
S2 C 2 0 S2a 2
0 0 1 0
0 0 0 1
~
C3 ”S3 0 C3<a3
S3 C 3 0 S3i 3
0 0 1 0
0 0 0 1
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A 5
C4 0 -S4 0
S4 0 C4 0
0 -1 0 0
0 0 0 1
C5 "S5 0 0
S5 C5 0 0
0 0 1 d
0 0 0 1
The two sets of the kinematic equations are obtained from 
the above A matrices. The following two sections derive the 
equations for both the forward and the inverse solutions 
respectively.
A. FORWARD SOLUTION
As mentioned earlier, the equations of the forward 
solution is to solve for the gripper's position and 
orientation with respect to the base reference frame. In 
other words, the position and orientation of system 5 is 
described with respect to the base reference frame, 
system 0. Since the A matrices shown above in Equations 2-6 
gives the relation between adjacent coordinate systems 
(e.g., A^ describes system 3 relative to system 2, and A^ 
describes system 5 relative to system 4) then premultiplying 
the A^ - matrix by the A^ matrix would give a matrix which 
describes system 5 relative to system 3. Multiplying the
15
five matrices as in Equation 7 would give the T^ 
transformation matrix which describes system 5 relative to 
the base coordinate system, system 0. Equation 8 shows the 
results of the multiplications.





C5 S1S5 - C 1C234C5 “ S 1C5 - C 1S234
c 5 + C l s 5 _S1C234C5 + C 1 C5 -S 1S234





1( S 2 3 4d 5 + a3C 23 + a 2C 2^ 
l(~S 234d5 + a3C 23 + a 2C 2^
234d 5 + a3S23 + a2S2 + dl
(8)
The right most column gives the X, Y, and Z coordinates of 
the position of the gripper, system 5, relative to the 
ground coordinate system. On the other hand, the first 
three columns gives the orientation of the gripper, i.e., the 
orientation of system 5 relative to system 0 by projecting 
the unit vectors in the X 5, Y 5, and Z5 directions 
respectively on the base coordinate system. Let the 
coordinate system with the vectors N, O, and A coincide with 
the X, Y, and Z vectors of system 5 respectively, and let 
the vector P describe the position of that system. The
16
position and orientation of this system can be describe 
relative to the base reference system by the matrix of 
Equation 9 [5,63«
nx ox ax px
ny oy ay py
nz oz az pz
0 0 0 1
The N, O, and A vectors gives the orientation of the gripper 
while the P vector gives the position. Setting the matrix 
of Equation 9 equal to the matrix of Equation 8 as in 
Equation 10 will assign an equation to each component in T, 
the transform matrix.
T (1 0)
These equations are functions of the robot's joint angles 
and defined as follows:
nx = C 1C234C5 - S1S5 (11)
ny S1C 234C5 + C1S5 (12)
nz S234C 5 (13)
ox "C1C234S5 " S1C5 (14)
oy -S1C234S5 + °IC5 (15)
oz ~S234S5 (16)
17




( 2 1 )
(2 2)
B. INVERSE SOLUTION
The equations of the inverse solution solve for the 
joint angles of the robot. The equations are functions of 
the components of the T matrix, i.e., functions of the 
gripper position and orientation. To obtain the joint 
angles of the robot for a given point in space the 
components of the T matrix (the components of the N, O, A, 
and P vectors) for that point must be obtained and used with 
the equations of the inverse solution. The derivation of 
the equations is not as easy as of the forward solution. To 
obtain the equations of the inverse solution both sides of 
Equation 11 are successively premultiplied by the inverse of 
the A transformation matrices of Equations 2-6.
Starting the premultiplication with the inverse of A^, 
A^ of the first link, and ending with the inverse of A^,
A^ - \  of the gripper would give the equations:
A - 1 T (23)1
18
A 2_1 V 1 T A_ A. A._ 3 4 5 (24)
3_1 V 1 V 1 T A4 A 5 (25)
a"' V 1 V 1 T = A 5 (26)





_ C 1 S 1 0 0 nx ox ax px
0 0 - 1 0 *■ ny oy ay py
" S 1 C 1 0 0 nz oz az pz





n (n) f11(°) f 1 1 (a) fn (p )
1 2 (n) fi2(°) f 1 2  ( a) f 1 2 (p)
13 <n) f 1 3 t°) f 1 3 ( a) f1 3 (p)
0 0 0 1
fll = C^x + S^y
f 12 -z





The multiplications of the matrices on the right hand side 




-Sc -C c 05 5
0 0 0
"S234d5 + a3C23 + a2C2
-C234d5 + a3S23 a2S2 (32)
0
1
The entries in the matrix above are functions of at least
one of the angles ©^ / ©^, and ©^ except for the element
of row 3 and column 4 which has a value of zero. Equating 













In the case of joints 2, 3, and 4 the procedure for
obtaining their joint equations is different because they 
rotate about the parallel axes Z^, Z^, and Z^. Therefore
20
premultiplying both sides of Equation 23 with the inverse of 
A>2 ' A^, and as in Equations 24, 25, and 26 would not give
a direct solution to obtain the equations for joints 2-4. 
However, an equation for the sum of the angles (©234^ 
three joints, © 2* ©^, and ©^, can be obtained by equating
the element (2,4) of both sides of the matrices in 
Equation 26. Then ©2 3 4 wouid be defined as:




After solving for ©^ and ©234' e2 and 03 are obta:*-ned by 
equating the elements (1,4) and (2,4) of both sides of 
Equation 23. This gives two equations with two unknowns. 
Solving these equations simultaneously gives:
px‘ = C 1px + S^py + S2 3 4 d5 




, 2 , , 2 2 2 px + py - a3 - a2












( C 3 a 3 + a2 )px' + S 3 a 3p y ‘
( C 3 a 3 + a^ )2 + ( S 3 a 3 ) 2
( C 3 a 3 + a 2 )py' ~ S 3 a 3 px'






The equation of ©^ is now given by:
®234 ®2 (46)
Using the elements (1,2) and (2,2) of both sides of 
Equation 26, the sine and cosine of ©^ are as follows:
then
-S5 = C 234 ( q o x  + Sj^oy ) + S 234oz (47)
C 5 = -S^ox + C^oy (48)
s,_
®5 = tan-1 ( ---—  ) (49)
C5
The equations obtained above for the angles of joints 1-5 
are considered the most important equations in robot's 
mechanisms analysis. The articles of Paul [1,6] present 
several detailed examples of the derivations of the 
equations of both the forward and the inverse solution.
22
IV. IMPLEMENTATION OF THE KINEMATIC EQUATIONS
The next step after generating the kinematic equations 
is to implement these equations as a set of computer program 
subroutines. These subroutines must be linked with other 
subroutines to generate the necessary data to move the 
robot. In a computer programming environment the 
implementation of the equations for the forward solution is 
very simple. This can be done by translating 
Equations 11-22 into statements of the target computer 
language. Applying the joint angles of the robot to these 
statements would solve for the components which describe the 
position and orientation of the gripper. However, the 
implementation of the equations of the inverse solution 
requires very careful analysis. The degeneracy associated 
with these equations for critical positions of the robot 
further complicates the programming algorithms that 
implement these equations.
A. INVERSE SOLUTION ANALYSIS AND IMPLEMENTATION
The main application of the inverse solution is to 
generate the intermediate angles of the joints which move 
the robot's hand between two points through a path [7,8].
The path between the two points must be divided into 
multiple segments and the joint angles for the points 
dividing the path must be obtained using the equations of 
the inverse solution. To divide a path, variable length
23
segments can be used to simulate the path, but equal length 
segments are easier to implement, specially on a uniform 
path like a straight or a circular path. The application of 
the equations of the inverse solution comes into 
consideration after the components of the T matrix of the 
points dividing the path become available. Using these 
equations for a given point in space, first generate several 
possible sets of solutions (at most 4). To reach any point 
in the working space the machine may utilize any of four 
possible configurations (assuming that the range of all the 
joints is +180°, and ignoring the physical limits of the 
joints). The four configurations can be divided into two 
sets. The main difference between these two sets is the 
difference between the angular values of joint 1 , which is 
always 180°. Figure 6 shows the four possible
configurations the machine can utilize to reach point P. In 
Figure 7 the top view of the robot reaching point P shows 
the angular difference of joint 1 for the two sets. If the 
links of the upperarm and the forearm of Figures 6 a and 6 b 
are combined a parallelogram is obtained. This 
parallelogram is shown in Figure 8 . Combining the same 
links of Figures 6 c and 6 d produce the parallelogram of 
Figure 9. The links in this figure are parallel to those of 
the parallelogram in Figure 8 . These figures, 8 and 9, show 
that the angular values of joint 3 are identical for the two 
sets, but the values of joint 2 are symmetrical about the
vertical axis.
24
Figure 6. The Possible Configurations to Reach Point P
25
Projection of the links 
of Figures 6a and 6b.
Projection of the links 
of Figures 6c and 6d
Figure 7. Projections of the Links of Figure 6 
on A Horizontal Plane
26
Figure 8. The Combination of 
Figures 6a and 6b
27
Figure 9. The Combination of 
Figures 6c and 6d
28
Obtaining the joint angles for any point starts with 
joint 1. To solve for the angular values of joint 1, the 
first value is obtained using Equation 36 and the second by 
setting it to be 180° from the first one. Since four 
different solutions are available for every point in space 
two sets of solutions are possible for each value of 
joint 1. After the two values of joint 1 are computed, 
there are two values for ©234 ^rom Equation 37. Next, 
Equation 42 is used to calculate the angle of joint 3. The 
second v a l u e  of joint 3 is the negative of the first one. 
From the discussion above it was shown that the values of 
the second set were identical to those of the first. Having 
determined two values for joint 1 and four values for 
joint 3, the sines and cosines can be c a lculated and used to 
solve for the angles of joint 2 using Equation 45. To 
compute the first two values of joint 2 the first value of 
joint 1 and the two values of joint 3 are used. The other 
two values are obtained by symmetry about the vertical axis. 
Obtaining the second two values for joint 2 by symmetry 
reduces the calculations significantly. The angular value 
of joint 4 must be determined by Equation 46. Equation 49 
calculates the angular value of joint 5.
To generate data for a path the path is divided and the 
equations of the inverse solution for every point along the 
path are used. The problem that arises after data 
generation is which of the four sets of angles ought to be 
selected to be the proper set for the point? If it is
29
assumed that all the generated angles are within an 
acceptable range, which could happen, then it is known that 
there are four different acceptable sets of solutions. To 
select the optimum set of joint angles for a point, the 
joint angles of the preceding point on the path must be 
known. In other words, to select the joint angles for 
point i on the path in Figure 10 the joint angles for 
point i-1 must be known. Then by comparing the four 
solution sets for point i with the joint angles of 
point i-1, the one with values closest to i-1 should be 
selected. Figure 10 shows a solution for point i-1 and two 
of the four solution sets for point i. From the figure the 
solution set and y f°r point i gives the closest
solution set to point i-1. Generally speaking this method 
selects the joint angles for any type of mechanism with 
revolute joints. For a type of mechanism like the Armdroid 
this method holds for joints 1, 2, and 3. After selecting a
v alue for joint 1 two of the four sets are eliminated. 
Further application of the same procedure selects the proper 
values for joints 2 and 3. However, special consideration 
must be given for selecting the joint angles for point i 
when the joint angles of point i-1 are zero. This topic 
will be discussed later in the section of special 
programming considerations. As mentioned earlier, to select 
the proper set of joint angles for point i the joint angles 
of point i-1 must be available. Likewise for point i-1 the 
angular values of point i-2 must be available. To select
30
Figure 10 . Two Configurations for the Mechanism 
to Reach A Point in Space
31
the proper set for the second point on the path the angular 
values of the initial (first) point must be known. The 
joint angles of the initial point must be supplied to the 
program. Most commercial robots have a closed loop control 
system with potentiometers which allow for the automatic 
reading of this position. However, for the Armdroid the 
joint angles of the first point must be supplied by the 
operator.
32
V. PROGRAM CONTROL AND DATA STRUCTURE
A robotics software system is a system which allows a 
robot user to program and control the robot's motion. Robot 
programming techniques are divided into nontextual 
programming and textual programming L9j. In nontextual 
programming the user teaches the robot the path by teaching 
the moves that simulate the path using a teach pendant 
controller. The direction of the moves depends upon the 
robot, the capabilities of the pendant, but mainly on the 
support of the software system. Along with the control of 
the pendant the system must provide a means of storing the 
data of the moves. This allows the user immediate playback 
or later use of the data. In textual programming the user 
controls the robot by writing a sequence of instructions to 
accomplish a task. The set of instructions defined by a 
language establishes the hierarchial level of the language. 
Three hierarchial levels of languages have been defined by 
Leu [[1983J. These levels are "Language at the Joint-level", 
"Language at the Manipulator-Level", and "Language at the 
Task-level". A robot language at the Joint-Level allows the 
user to control the joints of the robot only. Instructions 
to control revolute joints and prismatic joints must be 
included. A language which controls a robot at the 
Manipu1ator—L e v e 1 controls the motion of the end effector 
through a specified path. Control is accomplished by 
controlling the position of the end effector through a 
specified path. In programming with a language at the
33
Task-Level, the user defines the task in terms of the 
initial and the final state. The programmer need not be too 
concerned about the path taken between the two states 
because the program would search for the path and determine 
the intermediate states (moves) to accomplish the task.
In software system design, the functions of the system 
must be stated. To incorporate a language at the 
Manipulator-Level and/or at the Task-Level the system must 
be supplied with a package of subroutines which support the 
equations of the kinematic analysis of the robot. The 
package must also include subroutines that generate 
intermediate data between two points for certain paths. In 
the case when the system supports a language at the 
Manipulator-Level, then the user must specify the type of 
path between the initial and the final states.
Specification must be done explicitly with the corresponding 
instructions. On the hand, when the system supports a 
language at the Task-Level the instructions specified by the 
user do not give any indication of the type of path taken 
for the task. The user specifies the task and the system 
generates a path which accomplishes the task. The software 
operating system must also provide a means of collision 
checking and constraint checking. For collision checking 
the system must have some knowledge about the space the 
robot can reach and the objects included in that space. 
Constraint checking checks the joint angles against their 
physical limits.
34
The software system which was developed incorporates 
the package of subroutines described in section IV. The 
data generation routine was developed for a straight path 
only. Collision checking and constraint checking were also 
included. The following sections describe the structure of 
the software system. However, a description of the data 
structure before a description of the program structure will 
enhance the understanding of the data storage and 
management.
A. DATA STRUCTURE
The data structures for a program which controls the 
operations of a robot are as important as the program 
structure, and it also impacts the structure of the software 
operating system. For trajectory generation the 
intermediate joint angles for a path between two points are 
considered to be the most important data. It is necessary 
to store these data in sequential order starting from the 
initial state to the final state. In other words, the data 
can be stored in an array data structure where the joint 
angles of every point along the path are stored in row 
order. One row corresponds to one point. Each joint angle 
is assigned a specific column. The array size required for 
this purpose is an nXm array where n is the number of points 
along the path and m is the number of degrees of freedom of 
the robot. In the case where the programming language 
allows for dynamic memory allocation the dimensions of the
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array may be left as variables. However, if only static 
memory allocation is available, which is true with most 
programming languages, then it is necessary to preallocate 
enough space to store the necessary data of all the expected 
applications.
B. PROGRAM STRUCTURE
The program structure of the robotic software system 
was developed based on an abstract method referred to as 
top-down stepwise refinement. The author does not defend 
this as the best approach for efficiency. The method was 
adopted for clarity and ease of maintenance. Under test the 
developed program generated 500 sets of data in 1.25 minutes 
(150 milliseconds per set of data) using the FORTRAN 
language compiled by the SSS^ FORTRAN compiler and executed 
on an IBM-PC without an Intel 8087^ floating point 
co-processor. A block diagram of the program is shown in 
Figure 11. Each block in the diagram represent a subroutine 
except for the first one which corresponds to the main 
program.
The main program sets the size of the arrays, sets the 
flags to their proper conditions, initialize variables, 
initializes the hardware controller of the robot, and then 
passes control to the subroutine of the next block. The
1 SSS FORTRAN is a trademark of Small Systems Services, Inc.
2 Intel 8087 processor is trade mark of Intel Corp.
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Figure 11. Program Structure and Flow of Control Chart
3 7
main program also requires the operator to input the 
calibration of the joint angles of the starting position of 
the machine. The data for joints 2 and 3 must be obtained 
from the markers on the links shown in Figure 1, and those 
for joints 1, 4, and 5 must be estimated by vision. A 
routine in the Program Control block allows the operator to 
control the operation of the program. It gives the operator 
the options of:
1. select another point,
2. teach the robot using the keyboard,
3. load a path data from disk,
4. save path data to disk,
5. modify the path data in the computer memory, and
6. terminate program operation.
The operation of the next step depends on the selection 
made from the options given above. If one of the first two 
are selected then data generation will follow. The third 
selection loads data associated with a previously defined 
path from a file on disk. Selection four stores the data of 
a path onto disk. Both selections, three and four, may be 
done for data that has been generated by the second 
selection. The maintenance performed on a path using the 
fifth selection allows for moves to be added or deleted from 
the end of the path. The sixth selection terminates the 
operation of the program.
The data generation for the first two selections is 
done similarly but each one utilizes a different routine.
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In both selections the initial point of the path is where 
the robot is standing. The end point must be supplied to 
the program. In the case of the selection 1 the operator 
must input the X, Y, and Z coordinates of the end point.
This may be done in two ways. It may be done by inputting 
the coordinates of the gripper for the end points directly 
or inputting the final joint angles of the robot. In the 
second method the program finds the coordinates of the end 
point using the equations for the forward solution. After 
inputting the data of the end point the operator must choose 
a way for dividing the path. The path can be divided either 
by specifying the number of segments or by specifying the 
segment length. In either case the proper data (number of 
segments or segment length respectively) must be typed to 
the program after the selection is made. After the path is 
divided program control is passed to the Collision Checking 
block. Collision checking is performed for every point 
along the path. If no collision occurs control passes to 
the joint angle subroutine to generate and select the joint 
angles for these points. However, if any of the points 
collide with a surrounding object or the path goes through 
the base of the robot or the ground then the program 
execution sequence is altered and the operator is notified. 
The generation of the joint angles is done by applying the 
equations for the inverse solution. And selection of the 
proper set is accomplished by using the heuristic methods 
discussed in Section IV. Following the completion of the
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joint angle generation and selection routine the selected 
joint angles are checked against limits in the Constraint 
Check block. If any of the joint angles exceed their limits 
then program execution is altered and a message is sent to 
the operator. However, if all the intermediate joint angles 
are within their allowable ranges then program execution 
continues to the next block.
In the case of selection 2 the operator w i l l  be given a 
display which describes the functioning of a set of keys of 
the computer keyboard. The function of each key is set to 
move the robot in the specified direction (e.g., + x, -x, +y,
-y,..., + © 2 ' ' ‘ **' e tc ^ * This method of robot
control simulates the operation of a teach pendant device. 
When any of the specified keys is depressed a segment is 
added to the path in the direction specified by the key.
The segment added to the path is either linear (in any of 
the cartesian directions) or angular (in any of the joint 
motions). The linear increments and the angular increments 
depend on the value specified in the corresponding variable. 
Initial values are given to these variables by the main 
program, but change in the values is allowed. Before the 
segment is added to the path the position of the new end 
point is calculated and checked against collision. If no 
collision is possible then the solution sets for the end 
point of the segment are obtained and the proper one is 
selected. After the constraint check on the joint angles of 
the end point is accepted the segment is added to the path.
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If any of the checks performed above fails (collision or 
reaching beyond joint limits occurs) an appropriate message 
is displayed for the operator and the segment is ignored.
After the program accepts the data generated by the 
Data Generation subroutine control transfers to the Angular 
Increment and Stepper Motors Data Computations block. The 
subroutine of this block calculates the angular increments 
of the joints between all the points added to the path. The 
subroutine also converts this data into the proper number of 
motor steps. The number of motor steps are stored in an 
array in the same manner as the joint angles are stored.
The routine for the driver takes control after all the data 
of all the motors (steps) are generated. The subroutine for 
the driver was written in Intel 8088 Assembler Language'*-. It 
receives the information for the motor steps and sends the 
necessary data through parallel port to the robot to move 
the joints. After sending all the data to the robot, 
control is given back to the operator to make another 
selection.
1 Intel 8088 Assembler Language is trade mark of Intel Corp.
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VI. SPECIAL PROGRAMMING CONSIDERATIONS
A. CONSIDERATION FOR JOINT 1
One of the serious problems that occurs during data 
generation is when the x and y coordinates of one of the 
obtained points along the path is zero and the slope of the 
projection of the path on the xy plane is not zero. This is 
shown in Figure 12. If this case occurs, then calculating 
the angle of joint 1 for that specific point using 
Equation 36 and the coordinates of the hand (0.0,0.0,pz) 
w ill give a value of zero. On the other hand reference to 
Figure 12 shows that this value is not acceptable because as 
the hand moves along the path from point n-1 to n and then 
to n+1 the value of ©^ generated by the equation changes 
from 3 to 0 and then to 3 (assuming that the path 
between n-l and n+1 is straight path). The angular 
difference generated along these points generates motor 
steps to activate the robot hand between these points. The 
motion caused by this angular difference is incorrect. To 
overcome this problem the linear interpolation method for the 
angle of joint 1 (when the point is at 0,0,pz) must be used 
with a few of the previously generated points (close to the 
origin, e.g., n-1, n-2, and n-3) to produce an acceptable
value for the joint.
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Figure 12. Linear interpolation of for Correcting Joint 1
the Scheme
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B. CONSIDERATIONS FOR SELECTING JOINTS 2 AND 3
If at some point i+1 along a path P the values obtained 
for joint 3 are zero and the value for point i is not zero 
(their difference from zero would be equal but with opposite 
sign) a problem of data selection would arise. One of two 
cases must be considered for this condition. For the first 
case, when i = l (i.e., the initial point), it will be 
acceptable to select either one of the values for point 2 
and proceed. Depending on which of the two values are 
selected the robot will assume a position defined as elbow 
up or elbow down. Elbow up occurs when link 2 goes up and 
link 3 goes down. Conversely, elbow down is when link 2 goes 
down and link 3 goes up. If the first selected value of 
point two raises the out of range flag then the other 
equally acceptable value is still available for selection.
The second case occurs when 2 < i <= n. For this case
a 3-dimensional visualization of the links would be helpful.
If joint 3 is approaching zero, then the angle of joint 3 must 
change its sign after it passes through the zero point. For 
example if the value of joint 3 is approaching zero from the 
negative side, then once it becomes zero the value of the 
joint for the next point must be positive. If simultaneously 
the value of joint 2 is zero at point i, then the selection of 
the angle for joint 2 for point i + 1 will be the angle 
corresponding to the selected angle of joint 3.
It is recommended that the routines for the algorithms 
discussed above be built external to the general data
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selection algorithm. This will add clarity to the program 
and faster program execution because the routines will be 
invoked only when necessary.
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VII. COMMENTS AND REMARKS
The program package developed for the Armdroid robot is 
machine independent except the subroutine that drives the 
robot. The driver was written in Intel 8088 Assembler 
Language. The program was designed to be flexible and lend 
itself to future expansion. Further extensions might 
include dynamic analysis, path trajectory generation, 
feedback control system, and higher level robotic languages. 
All of these would be relatively easy to implement. The 
operating speed was considered to be acceptable, but better 
performance would be obtained if a faster computer were used 
or an Intel 8087 floating point co-processor were 
installed. The kinematic analysis of the Armdroid robot is 
considered more difficult than for some of the other 
machines like a cartesian robot. Therefore the kinematic 
analysis and the associated algorithms should assist in 
developing the analysis for these other machines.
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