Software products are progressing rapidly and they are serve humans virtually in all spheres of life. Education is facing the same process. Consequently, evaluation of quality of a software product has become an important task for prevalent number of organizations. Several models have been proposed to help different types of users with quality problems. Development of software construction methods has influenced the creation of models for evaluating the quality. This paper describes a graph of the development of software quality models, as well as newly determined characteristics for creating a new model. The given paper proposes a new hierarchical four-level fuzzy model for evaluating software quality. A new method for evaluating the quality of the software is also described in the example of automated control systems or ERP systems (on the example of learning management systems). The proposed new model for evaluating software quality was software implemented with use of fuzzy logic. Through the number of experiments, we scrutinized quality evaluation of various software products. The proposed method should solve the problem of achieving quality in complex of development systems.
I. INTRODUCTION
We outline a concept of software quality. The software quality -the ability of a software product to satisfy specified or perceived needs under specified conditions [1] . The entire scope of features and characteristics of programs that relate to their ability to satisfy established or perceived needs [2] , [3] . The degree to which the system, component, or process satisfies the needs or expectations of the customer or user [4] .
Hypothesis -there is a problem in that it is difficult for users to manage complex systems such as the ERP system. Why cannot software developers simplify use of a complex system? What is a solution for software developers to improve the functioning quality of complex systems? It reveals a problem in reaching quality when programming complex systems. Dissatisfaction of users with software quality will have an impact on effectiveness of their work. Software developers may use quality evaluation models that are not appropriate for complex systems. Given due consideration to previous The associate editor coordinating the review of this manuscript and approving it for publication was Sing Kiong Nguang . old models, a more flexible model of quality evaluation is necessary.
For complex systems, none of specific models and quality evaluation standards exist. In any case, it indicates an importance of exploring all known software quality models. There is a number of good works on the topic ''How to evaluate the quality of the software product''? Figure 1 updates the work of Thapar et al. [5] and shows evolution of quality models from the McCall first model in 1977 until 2016 [6] - [8] . The proposed model was mainly intended to determine the overall quality characteristic of a software product through its various characteristics. The McCall quality model has three main directions for definition and identification the software quality: usability (correctness, reliability, efficiency, integrity, practicality); modification (testability, flexibility, maintainability -quality factors important for development of a new version of the software); portability (mobility, reusability, and interoperability -quality factors important for portability of a software product to other hardware and software platforms). The second of the fundamental quality models is the Boehm quality model [9] . Boehm's model has disadvantages comparable for modern models, which automatically and qualitatively evaluate the quality of software. In essence, Boehm's model uses a set of indicators and metrics to evaluate in a qualitative way. The Boehm's quality model represents characteristics of software more comprehensively than the McCall model. Both the Boehm's and McCall's quality models are similar in hierarchical quality model structured around high-level, intermediate and primitive characteristics, and each of which contributes to the level of software quality. In this model, practicality describes how easily, reliably and effectively a software product can be in use, other concomitant features characterize availability of a software product for change and re-test, and mobility describes how a software product can be used regardless to software and hardware changes. The acronym FURPS used in designation of the model denotes the following categories of software quality requirements: Functionality (features, capabilities, security); Usability (human factor, ergonomics, user documentation); Reliability (failure rate, information recovery, predictability); Performance (response time, throughput, accuracy, availability, resource utilization); Supportability (testability, extensibility, adaptability, maintainability, compatibility, configurable, serviceability, installation requirements, localizability). The FURPS quality model [10] , proposed by Grady and Hewlett Packard, has commonality with the McCall and Boehm models, but unlike them consists of two layers, the first defines the characteristics and the second attributes are associated with them. The basic concept underlying the FURPS quality model is decomposition of software features into two categories of requirements, namely functional (F) and non-functional (URPS) requirements. The Dromey quality model [11] is based on evaluation criteria. The Dromey model seeks to evaluate the quality of system, while each software product has a variety of specific attributes. The Dromey model helps in predicting software defects and points to those properties of the software, failing which can lead to the appearance of defects. This model is based on the correlation between quality characteristics and sub-characteristics, as well as software properties and software quality characteristics. The quality of the software is defined in ISO 9126-1 [12] as any combination of its characteristics related to the ability to meet the expressed or implied needs of all stakeholders. The ISO 9126-1 quality model distinguishes internal quality concepts related to the characteristics of the software itself, regardless to its behavior; external quality, characterizing the software in terms of its behavior; and software quality used in different contexts -the quality that users feel for specific software scenarios. For all these aspects of quality, metrics have been introduced to evaluate them. The relationship between these aspects of quality according to the scheme adopted by ISO/IEC 9126 (ISO/IEC 9126-1:2001 [12] ; ISO/IEC TR 9126-2:2003 [13] , ISO/IEC TR 9126-3:2003 [14] , ISO/IEC TR 9126-4:2004 [15] ). The quality model described in [16] presented two different approaches to quality indicators throughout the software lifecycle. Quality characteristics can be reduced to two groups: 1) efficiency, safety, availability, and functionality; 2) modifiability, mobility, the possibility of repeated use, heritability and testability. According to the quality model of Khosravi and Gueheneuc [17] , the process of evaluating quality consists of two tasks: 1) a choice of a global characteristic; 2) a choice of sub-characteristics associated with global characteristic. This quality model is based on the re-use of software as a global characteristic and focuses on reusability, intelligibility, flexibility, modularity, reliability, scalability and usability. The quality model of Khosravi and Gueheneuc linked quality and sub-characteristics using the definitions of IEEE, ISO/IEC, and some other quality models. To evaluate the quality of software based on the theory of fuzzy sets and the method of analyzing hierarchies, Chang et al. [18] defined guiding principles and applied this approach to the ISO 9126-1 quality model. Software quality evaluations are based on the characteristics and sub-characteristics of the ISO 9126-1 model. Sharma et al. [19] proposed a component-oriented model of software development quality that includes all the characteristics and sub-characteristics of the ISO 9126-1 quality model, and provides new characteristics such as reusability, flexibility, complexity, traceability, scalability.
II. CRITERIA AND QUALITY METRICS OF SOFTWARE QUALITY EVALUATION
Denieffe et al. [20] at presented game evaluation metrics for the online gamer. The hierarchy analysis method in this model evaluates the project quality. This evolution categorized the models in the Basic Models (1977-2001) whose objective is the total and comprehensive product evaluation [5] and the Tailored Quality Models (from 2001 onwards) oriented to evaluations of components. Details of existing models' studies are well given in the work of Miguel et al. [21] , and in table 1.
We need to define criteria and metrics for evaluating software quality by analyzing abovementioned standards. We describe them in Table 2 . Some characteristics diverge according to names, but akin in many respects. Therefore, we combined these synonyms-characteristics into one. A flexible quality model requires a performance of fuzzy logic due to its flexibility and variability in estimating any initially rigidly specified parameter [22] - [24] . Chang et al. proposed the Fuzzy Analytic Hierarchy Process for selection of software projects by using the sub-criteria in ISO 9126-1:2001 [18] . They have 4 levels of tangibility in the quality of the software application. At the first level, both external and internal quality components are used as an indicator of the quality goal. At the first level, we impose the quality goal, and the external and internal description should be replaced on the second level as a classification, divided and evaluated separately. At the second level in [18] criteria appear. This level we reduce to the third level in our model, put another way as ''sub-classification''. We also lowered some criteria to the level below, or we replaced them with generalizing new concepts because since 2008 new characteristics of software quality have appeared in such standards as ISO 25000 or ISO 25022. Also in 2008, new types of interfaces, new frameworks for interface development, models for evaluating software quality appeared, At the third level in [18] , there are sub-criteria. This level we reduce to the fourth level in our model, in another sense as ''characteristics''. At the fourth level in [18] there are alternatives to the software. We will not use this level. Because our model is suitable for any desktop with automated control system.
These characteristics fully fit with demand to determine the quality of program. The problem appeals to resolution of two issues: the scale of usefulness of software and features of satisfaction or dissatisfaction of users or customers with functional needs of programs developed. Therefore, we offer the following software evaluation technique using fuzzy logic. 
III. METHOD OF GENERAL ANALYSIS OF QUALITY CHARACTERISTICS OF SOFTWARE USING A FUZZY EXPERT SYSTEM WITH THE MAMDANI ALGORITHM
Combine the software quality characteristics from Table 2 . A new table of software quality characteristics is described in Table 3 . We classify all characteristics into external and internal quality characteristics.
Further, between the general classifications, we establish sub-classifications. External characteristics are classified as Interaction, ease of use, serviceability. Internal characteristics are classified as variability (variability), stability (safety), efficiency.
Some researchers do not use software quality standards. They focus more on the parameters of interaction with LMS [25] , [26] . Some researchers use recency, frequency, and monetary as linguistic variables [27] . Another research [28] concerns with other dimensions of system quality of LMS such as usability, reliability, accessibility, efficiency, error tolerance, learnability, memorability, user satisfaction, fault tolerance, maturity, recoverability, navigability, robustness, understandability.
Further, using the classification of the quality evaluation criteria, we construct 9 machine phases using the Mamdani algorithm. For this simulation, the Matlab software product is very suitable such as in [29] .
In the first fuzzy machine 1-Interactionally, we will use the input variables: Adaptability, Co-existence, Installability, Interoperability, Portability, Reusability, and Transferability. The output variable will be Interactionally. In the second fuzzy machine 2-EasyOfUse, we will use the input variables: Acceptance, Attraction, Readability, Clarity, and Usability. The output variable will be EasyOfUse.
In the third fuzzy machine 3-Serviceability, we will use the input variables: Accuracy, Functionality, Integrity, Modifiability, Operability, Security, Supportability, and Testability. The output variable will be Serviceability.
In the fourth fuzzy machine 4-Variablenness, we will use the input variables: Analyzability, Changeability, Correctness, Flexibility, and Modularity. The output variable will be Variableness.
In the fifth fuzzy machine 5-Safety, we will use the input variables: Fault Tolerance, Recoverability, Reliability, and Rebustness. The output variable is Safety.
In the sixth fuzzy machine 6-Efficiency, we will use the input variables: Performance, Resource Utilization. The output variable is Efficiency.
In the seventh fuzzy machine 7-External, we will use the input variables: Interactionally, EasyOfUse, Serviceability. The output variable is External.
In the eighth fuzzy machine 8-Internal, machine we will use the input variables: Variableness, Safety, and Efficiency. The output variable is Internal.
In the ninth fuzzy machine 9-Quality, we will use the input variables: External, Internal. The output variable is Quality.
All 9 fuzzy machines are closely related. The characteristics present the values of subclassifications. Sub-classifications ensure the values of classifications. Classifications enable a value for the quality. Table 4 We modeled on Matlab a fuzzy expert system using the Mamdani algorithm for evaluating the software quality. As for linguistic variables, we used the criteria for evaluating the quality of software from Table 3 . Now we have faced the task of programming this model into a single fuzzy expert system. The fuzzy expert system is developed in the C # programming language. The fuzzy expert system is described in Figure 11 .
Using Table 3 , we use the rule ''Good'' -''If 0, 75 * n≤ l ≤0, 89 * n'', we get the answer ''ACS deviates slightly from the quality of QMS requirements.'' Table 5 describes the results of our first experiment.
IV. EVALUATION EXPERIMENT
One of approaches for evaluating information technology is exploitation of quality standards ISO 9126-1 [12] given in figure 12 , ISO/IEC 25010 [30] described in figure 13 , and Fuzzy Quality Model for Automated Control Systems described in figure 14 and results shown in table 5. The next stage of the Evaluation Process was the choice of the ISO/IEC 9126-1 Quality Model. The results of the test evaluation are described in table 6.
The next stage of the Evaluation Process was the choice of the ISO/IEC 25010 Product Quality Model, an example of the evaluation process is well described by de Oliveira and Peres [31] . For each question from the evaluation instruments, the specialists attributed the following scores: A (Agree); D (Disagree), NA (Not Applicable). Score A signifies that the software meets the requirement; D, that it does not meet the requirement, and NA corresponds to the attribute that it was neither evaluated nor considered to apply to the software. Vc = Vsc/nsc and Vsc = m/ (n-nd). In which: Vc is being 0; n is the total number of measurements; nd is the number of questions discarded [31] . The results of the test evaluation are described in table 7. NA answer is absent as the software was evaluated by experts in software evaluation. Then, we will experiment to evaluate the software used by some universities. Sharipbay et al. [32] described using automated control systems in some universities. Also, these 5 LMS are evaluated by an expert in software quality evaluation. The evaluation results are described in By ISO/IEC 9126-1, ISO/IEC 25010 and FQM for ACS methods evaluation was carried out by non-experts in software quality management. These auditors studied the characteristics and sub-characteristics of these quality evaluation methodologies. The auditors gave estimates strictly according to rules of the described methods. After reviewing the entire procedure, they put evaluation estimates for 5 specimens software in the 2, 3, 4, 8 columns of the 8 table. The last column of results in Table 8 was put by an expert in the field of software design, commissioning, and maintenance, this expert also has the appropriate certificates. When the expert evaluated the quality of 5 software, he relied on his experience, and not on a certain method. That is, the expert did not use the described techniques. Also, this expert has worked a lot of time with this 5 software, so he is conversant to choose the best one. Therefore, the expert's evaluation is more objective, since the expert put the evaluation based on personal experience with 5 software and experience of software interfaces engineering. Next, we conduct correlation research. This research will give us an understanding of the efficiency of our methodology. The analysis results are described in table 9 and figure 15. The main novelty is using the concept of ''quality'' as the main indicator. Also, the sense of quality is divided into external and internal at the level of being, for example, the body (external) and the soul (internal) of the software. The first one is always to evaluate the interface buttons, usability, and other visual indicators, akin to the effect of the first impression, and the internal qualities as information security, performance and other wire-frame indicators create that internal confidence in software, similar to more conscious feeling as love. The sub-characteristics of quality are maximally disclosed in the paper, all the parameters already known and used in other quality assessment standards. Fuzziness gives the very flexibility in impact characteristics, removed the coefficients robustness of influence on the final estimate.
V. CONCLUSION
We proposed a new method for evaluation of quality of learning management systems. The technique is based on the fuzzy logic of the Mamdani algorithm. The constructed fuzzy expert system disposes an extended classification of quality evaluation criteria, which is based on analysis of existing software quality evaluation standards. This fuzzy method makes computation flexible since the number of parameters, rigidly specified at initial stage, is increasing constantly. Also, this method enables to evaluate the main characteristic of Quality. The results and conclusion of the experiments approve the developed method as a correct one. Most likely, the fact that FQM with Expert has the same correlation results proves the objectivity of FQM as if evaluation was under performance of software developers, who do not assume themselves as experts in the interface design. And just complicated software is modeled by the developers, who frequently possess a lack of objectivity and perception in the process of developing. Developers understand what a certain button is accountable for. But for an average user the button name does not reveal its full functioning purpose, therefore, a multitude of actions does not allow quick and effective operations to be performed in a complex software. Most likely, it depends on the fact that FQM smoothes the result more. Fuzziness gives flexibility to evaluation. This technique can be used to evaluate the quality of any (socially important ERP-system) automated control system used in other areas, for example, the banking sector, medical information systems, etc. The only drawback of these methods is hard work of evaluating experts. KUZENBAEV BATYRKHAN AMANZHOLOVICH was born in Kostanay, Kazakhstan, in 1980. He received the bachelor's degree from the School, in 1997, and the M.Sc. degree from the Kostanay State University named after A. BAYTURSYNOV. He is currently pursuing the Ph.D. degree with L.N. Gumilyov Eurasian National University. He started his carrier as a Teacher of computer science at the School. He is the author of more than 30 scientific articles. His current research interests include artificial intelligence and fuzzy logic.
