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Abstrak – Mengakses sistem komputer tanpa ijin merupakan kejahatan yang dilakukan dengan memasuki atau 
menyusup ke dalam suatu sistem jaringan komputer tanpa sepengetahuan dari pemilik sistem tersebut. Kejahatan 
tersebut bertujuan untuk mengintai atau mencuri informasi penting dan rahasia. Dalam praktiknya, peretas 
menyisipkan berkas backdoor shell pada lokasi yang sulit ditemukan oleh pemilik sistem. Beberapa perangkat 
yang sudah ada masih dalam bentuk terminal. Perangkat tersebut melakukan pencarian berkas berdasarkan 
nama-nama yang telah terdaftar sebelumnya. Akibatnya, pada saat berkas backdoor shell jenis baru menginfeksi, 
tools tersebut tidak dapat mendeteksi keberadaannya. Berdasarkan hal tersebut, maka dalam penelitian ini 
pencarian backdoor shell pada web server menggunakan metode basic static code analysis. File sistem diproses 
melalui dua tahap utama, yaitu string matching dan taint analysis. Dalam proses taint analysis, sistem 
menghitung peluang kemungkinan setiap signature sebagai backdoor untuk mengatasi kamus backdoor yang 
tidak lengkap. Berdasarkan hasil yang didapat dari pengujian yang dilakukan terhadap 3964 berkas diperoleh 
tingkat akurasi yang lebih besar dibandingkan dengan aplikasi PHP Shell Detector sebesar 75%. 
Kata kunci – Basic Static Code Analysis, Backdoor Shell, Keamanan, String Matching, Web Server
Abstract - Unauthorized access to computer system is the crime committed by entering or infiltrated into system 
of computer network without permissions of the system owner. The criminal do it with intention of spying or 
stealing sensitive and confidential information. In practice the perpetrator install a backdoor shell on web server 
directory that’s hard to found by the system owner. Some of existing tools are still in terminal form and 
searching backdoor shell based on previous registered list. As a result if the system infected by new kind of 
backdoor shell, the tools cannot found the existing based on this, then in this study search the backdoor shell on 
the web server using basic static code analysis method. File system through two main processes of the string 
matching and taint analysis. In the taint analysis process, the system calculates the probability of each signature 
as a backdoor to resolve an incomplete backdoor dictionary. Based on the results obtained from the testing on 
3964 files, it can be concluded that this application have a better at 75% accuracy compared to the PHP Shell 
Detector application. 
Keywords - Basic Static Code Analysis, Backdoor Shell, Security, String Matching, Web Server
I.  PENDAHULUAN 
Pada awal munculnya e-commerce terdapat cukup 
banyak kerentanan di server web dan sistem operasi 
balckhat bisa dengan mudah mengeksploitasi unsur-
unsur infrastruktur [1]. Eksploitasi tersebut sangat 
merugikan sehingga hal ini dinamakan cybercrime. 
Dalam hal ini sistem menjadi sasaran kegiatan 
kriminal, tempat penyimpanan data tentang kegiatan 
kriminal dan/atau alat yang digunakan untuk 
melakukan kejahatan (merencanakan kegiatan 
criminal) [2]. 
Backdoor shell merupakan kumpulan kode-kode 
atau script yang pada umumnya berbasis PHP yang 
dimanfaatkan oleh peretas untuk memperoleh akses 
pada file yang disimpan di web server target [3]. Jika 
pengelola website tidak dapat mendeteksi keberadaan 
backdoor shell maka hal itu dapat menimbulkan efek 
jangka panjang. Peretas dapat dengan mudah 
mendapatkan data-data rahasia pada sistem secara 
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berkala. Hal tersebut sebenarnya dapat diatasi dengan 
melakukan restore backup file pada saat pengelola 
web menyadari ada file penyusup di dalam sistem, 
namun cara ini tidak efektif untuk file store yang 
berkapasitas besar. Selain itu, pengelola tidak 
mengetahui lama waktu sistem telah terinfeksi oleh 
backdoor shell sehingga kerugian karena kehilangan 
data pun tidak diketahui. 
Saat ini ada beberapa alat yang dapat digunakan 
pengelola web server untuk melakukan pencarian 
backdoor shell seperti NeoPI [4] dan PHP Shell 
Detector [5]. NeoPi merupakan unix command unruk 
mencari file backdoor shell. Hal ini membuat 
pengelola web yang tidak familiar dengan sistem 
operasi unix/linux mengalami beberapa kesulitan 
dalam menggunakannya, yaitu hasil dari pencarian 
masih berupa daftar pada terminal sehingga pengguna 
harus melakukan pencarian manual pada web server 
sesuai alamat yang telah ditemukan, membutuhkan 
waktu dalam pengecekannya, dan list yang 
ditampilkan tidak hanya file backdoor shell, tetapi juga 
file legal yang memiliki fungsi sama. Perangkat 
lainnya, yaitu PHP Shell Detector, merupakan script 
berbasis PHP yang sudah memiliki GUI untuk 
mempermudah pengguna. Keterbatasan PHP Shell 
Detector adalah pencarian file berdasarkan nama-nama 
telah terdaftar sebelumnya sehingga saat jenis file 
backdoor shell baru menginfeksi, alat ini tidak dapat 
mendeteksi keberadaan backdoor shell tersebut. 
Static source code analysis adalah metode terukur 
untuk penemuan kesalahan perangkat lunak dan 
kerentanan keamanan. Teknik untuk static source code 
analysis telah banyak digunkan dalam decade terakhir 
[6], termasuk untuk keamanan reaktor nuklir [7] dan 
deteksi wireless network [8], meskipun masih dalam 
tahap pengembangan. Beberapa penelitian yang 
berkaitan dengan backdoor dan static code analysis 
berhasil mengurangi serangan ke dalam sistem 
autentifikasi. Sebuah penelitian mendeteksi backdoor 
dengan cara meng-generate verification signature dan 
kemudian dibandingkan antara pengujian dan respon. 
Sistem ini berjalan hanya untuk native code C/C++ 
[9]. Penelitian tentang static code dilakukan oleh 
Prabhu Seshagiri, dkk. Mereka mengembangkan 
Amrita Malware Analyzer (AMA). Framework ini 
mampu mendeteksi kehadiran kode berbahaya melalui 
static code analysis pada halaman web [10]. Penelitian 
yang lain juga menyajikan static source code analysis 
yang disebut Pistachio yang memeriksa kode C 
terhadap spesifikasi berbasis aturan. Hasil analisis 
menunjukkan tidak sepenuhnya berhasil selama 
beberapa perkiraan heuristic terjadi, namun memiliki 
tingkat false negative yang rendah [11]. Static analysis 
juga dilakukan terhadap Embedded Real-Time 
Concurrent Software dengan prioritas yang berubah-
ubah [12]. 
Dalam penelitian ini, backdoor akan diatasi dengan 
menggunakan Teknik Basic Static Code Analysis 
untuk mengoptimalkan identifikasi file backdoor. 
Dalam mengatasi kamus backdoor yang tidak lengkap, 
sistem melakukan perhitungan terhadap peluang 
kemungkinan setiap signature sebagai backdoor. 
II. METODE PENELITIAN 
Metode penelitian yang digunakan dalam 
penelitian ini adalah analisis deskriptif. Analisis 
dilakukan terhadap metode yang digunakan sehingga 
menggambarkan proses sistem untuk memperoleh 
hasil kerja basic static code dalam mendeteksi 
backdoor jika dibandingkan dengan perangkat lain, 
yaitu PHP Shell Detector. Teknik dan ilustrasi kerja 
basic static code analysis yang digunakan dalam 
penelitian ini dapat dilihat pada Gambar 1. Proses 
utama terbagi dua, yaitu [13]: 
1. String Matching yang akan digunakan untuk 
menganalisis kata kunci pada source code yang 
memiliki indikasi sebagai file illegal seperti 
backdoor sheel signature. 
2. Taint Analysis yang digunakan untuk 
menganalisis source code yang mengandung 
fungsi-fungsi yang diidentifikasi sebagai 
backdoor shell. 
Dalam sistem ini webpage source code akan dicari 
ciri-ciri yang menunjukkan backdoor shell. Ciri 
tersebut biasa disebut signature backdoor. Secara 
umum, proses pencariannya dilakukan dengan metode 
string matching. 
 
Gambar 1. Ilustrasi Kerja Basic Static Code Analysis 
A. String Matching 
Tahap string matching merupakan tahapan awal 
dalam menganalisis source code. Dalam modul ini, file 
sistem akan diproses untuk mencari keyword yang 
memiliki indikasi sebagai backdoor shellidengan cara 
pencocokan string pada source code dengan kamus 
data backdoor signature yang terdapat pada database. 
Gambaran umum proses string matching dapat dilihat 
pada Gambar 2. 
Proses string matching dapat diterapkan pada jenis 
backdoor encrypted dan non-encrypted [14]. Apabila 
file yang dianalisis tidak menunjukkan adanya indikasi 
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sebagai backdoor shell maka selanjutnya file akan 
diproses ke tahap taint analysis. 
 
Gambar 2. Proses String Matching 
B. Taint Analysis 
Taint analysis merupakan tahapan analisis source 
code berdasarkan fungsi-fungsi yang dimiliki oleh 
source code tersebut. Berikut pada Gambar 3 adalah 
gambaran umum proses taint analysis. 
 
Gambar 3. Proses Taint Analysis 
Proses taint analysis secara umum adalah 
mengidentifikasi source code menggunakan function 
matching, jika terdapat fungsi yang berpotensi sebagai 
backdoor shell maka file tersebut akan ditandai 
sebagai file tainted [15]. Pada penelitian ini, taint 
analysis diproses dengan menghitung kemungkinan 
munculnya fungsi-fungsi (sinks) terhadap 40 file 
backdoor shell. 
Hasil proses taint analysis merupakan keluaran 
yang menunjukkan file yang dideteksi merupakan 
backdoor shell atau bukan. 
III. HASIL PENELITIAN 
Dalam pengujian sistem, yang ingin diperoleh 
adalah seberapa akurat penggunaan basic static code 
analysis dalam mendeteksi backdoor shell. Adapun 
pengujian dilakukan pada sistem yang memiliki user 
interface dibagi menjadi dua bagian, yaitu: 
1. Skenario pengujian deteksi menggunakan 
sistem yang dibangun 
2. Skenario pengujian deteksi menggunakan PHP 
Shell Detector 
Pengujian akurasi dalam mendeteksi backdoor 
shell pada web server dilakukan terhadap 12 sampel 
backdoor shell dengan total file yang dianalisis 3964 
file. Pengujian dilakukan dengan menghitung nilai 
precision dan recall [16] berdasarkan total backdoor 
shell. 
A. Hasil Pengujian Deteksi Menggunakan Aplikasi 
yang Dibangun 
Pengujian akurasi dilakukan pada web server yang 
memiliki total file 3964 file dengan kondisi 12 sampel 
backdoor shell telah disisipkan di dalam web server. 
Hasil pendeteksian 12 file yang telah disisipkan 
tersebut dapat dilihat pada Tabel 1/ 
Tabel 1. Hasil Pendeteksian Oleh Sistem 
No Backdoor Shell Hasil Deteksi 
1 BoffMax Dicurigai 
2 C102 Positif 
3 CYBERDARK Positif 
4 Dhanush Positif 
5 EgY_SpIdEr Positif 
6 G00nshell Dicurigai 
7 K2ll33d Positif 
8 K3c4 Positif 
9 Fi73 M4n4g3r Negatif 
10 Madspotshellscript Positif 
11 SpyShell Positif 
12 Storm7Shell Positif 
Dari hasil pengujian diperoleh data sebagai 
berikut: total file yang ditemukan sebanyak 12 file. 
File yang positif teridentifikasi sebagai backdoor shell 
sebanyak 9 file. File yang dicurigai sebagai backdoor 
shell sejumlah 2 file. File yang negatif atau tidak 
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terdeteksi sebagai backdoor terdapat 1 file. 
Berdasarkan Tabel 1, perhitungan akurasi dalam 
mengidentifikasi file backdoor shell dapat dilihat pada 
rumus (1) sebagai berikut. 
        =  
                              
                                   
 (1) 
        =  
9
12
 ×  100% = 75% 
Selain akurasi, pengujian juga dilakukan untuk 
menghitung precision dan recall. Pengujian precision 
merupakan cara untuk mengetahui proporsi kasus file 
yang positif backdoor yang diprediksi yang benar-
benar backdoor. Pengujian recall mencerminkan 
berapa banyak kasus yang relevan dengan file yang 
positif backdoor. Adapun hasil pengujian dapat dilihat 
pada Tabel 2 berikut. 
Tabel 2. Pengujian Precision dan Recall 
N : 3964 
Predicted Backdoor 
No  Yes 
Actual 
Backdoor 
No 3946 6 
Yes 1 11 
Pada Tabel 2, hasil pengujian menunjukkan bahwa 
dari total 3964 file, terdapat 6 file yang sebenarnya 
(Actual No) bukan backdoor tetapi terdeteksi sebagai 
backdoor (Predicted Yes). Dari 12 file backdoor 
(Actual Yes), 1 file tidak dikenali sebagai backdoor 
(Predicted No) dan 11 sisanya dideteksi sebagai 
backdoor (Predicted Yes). Berdasarkan Tabel 2, nilai 
precision dan recall dapat dilihat pada rumus (2) 
adalah sebagai berikut. 























TP : True Prositive 
FN : False Negative 
FP : False Positif 
B. Hasil Pengujian Deteksi Backdoor Menggunakan 
PHP Shell Detector 
Pengujian sistem juga dilakukan dengan 
membandingkan hasil pendeteksian backdoor 
menggunakan PHP Shell Detector. Total file dalam 
sistem berjumlah 3964 dan 12 file backdoor yang 
disisipkan. Berdasarkan hasil pengujian diperoleh data 
sebagai berikut: total file yang ditemukan sebanyak 12 
file. File yang positif teridentifikasi sebagai backdoor 
shell sejumlah 4 file. File yang dicurigai sebagai 
backdoor shell terdapat 6 file. File yang negatif atau 
tidak terdeteksi sejumlah 2 file. Hasil pengujian sistem 
dengan menggunakan PHP Shell Detector dapat 
dilihat pada Tabel 3 berikut. 
Tabel 3. Hasil Pengujian Pada PHP Shell Detector 
No Backdoor Shell Hasil Deteksi 
1 BoffMax Dicurigai 
2 C102 Dicurigai 
3 CYBERDARK Dicurigai 
4 Dhanush Positif 
5 EgY_SpIdEr Positif 
6 G00nshell Dicurigai 
7 K2ll33d Negatif 
8 K3c4 Positif 
9 Fi73 M4n4g3r Negatif 
10 Madspotshellscript Dicurigai 
11 SpyShell Dicurigai 
12 Storm7Shell Positif 
Berdasarkan Tabel 3, akurasi dalam 
mengidentifikasi file backdoor shell dengan PHP Shell 
Detector menggunakan rumus (1) dapat dilihat sebagai 
berikut. 
        =  
4
12
 ×  100% = 33,3% 
Hasil pengujian precision dan recall pada sistem 
yang diuji menggunakan PHP Shell Detector dapat 
dilihat pada Tabel 4 berikut ini. 
Tabel 4. Pengujian Precision dan Recall 





No 3842 110 
Yes 2 10 
Tabel 4 menunjukkan bahwa terdapat 110 file 
bukan backdoor (Actual No) tetapi terdeteksi sebagai 
backdoor (Predicted Yes). Dari 12 file backdoor 
(Actual Yes), 2 file tidak dikenali sebagai backdoor 
(Predicted No) dan 10 sisanya dideteksi sebagai 
backdoor (Predicted Yes). Nilai precision dan recall 
berdasarkan Tabel 4 menggunakan rumus (2) dan (3) 
adalah sebagai berikut. 














Berdasarkan pengujian akurasi yang telah 
dilakukan terhadap kedua aplikasi, dapat disimpulkan 
bahwa aplikasi yang dibangun memiliki akurasi yang 
lebih baik dibandingkan dengan menggunakan aplikasi 
PHP Shell Detector. Selain itu, jumlah hasil deteksi 
yang dicurigai dari sistem yang dibangun lebih sedikit 
dibandingkan dengan aplikasi PHP Shell Detector 
sehingga lebih efisien jika administrator website atau 
pemilik website ingin menganalisis lebih mendalam. 
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IV. PEMBAHASAN 
Pada bagian ini menggambarkan proses yang 
dilalui sebuah sampel data sehingga dapat diketahui 
apakah source code tersebut termasuk backdoor atau 
bukan. Tahap awal pada proses ini, sistem mengambil 
source code pada web server kemudian dilakukan 
transformasi source code secara keseluruhan. Contoh 
berikut adalah file worse.php yang akan dianalisis 
dapat dilihat pada Gambar 4. 
 
Gambar 4. Kutipan Source Code PHP 
Pada source code tersebut dilakukan transformasi 
data menggunakan fungsi base64_encode. Tujuan 
transformasi ini adalah untuk mengubah data sehingga 
data tersebut dapat digunakan oleh sistem lainnya 
secara benar dan aman, misalkan dapat dikirim via e-
mail ataupun ditampilkan di halaman website [15]. 
Gambar 5 adalah contoh kutipan file worse.php yang 
telah ditransformasikan. 
 
Gambar 5. Kutipan Hasil Transformasi Worse.Php 
Proses selanjutnya adalah sistem akan melakukan 
request signature backdoor pada database yang 
berupa string hasil dari encode dengan fungsi 
base64_encode. Berikut adalah Gambar 6 yang 
merupakan contoh signature backdoor. Fungsi 
tersebut merupakan signature milik backdoor shell 
“worse”. Setiap data signature yang disimpan dalam 
database memiliki jumlah karakter sebanyak 64 digit. 
 
Gambar 6. Backdoor Shell Signature 
Setelah data backdoor signature diambil maka 
akan dilakukan pencocokan string backdoor signature 
terhadap source code yang telah ditransformasikan 
sebelumnya. Gambar 7 berikut adalah contoh hasil 
temuan. 
 
Gambar 7. Ditemukan Hasil String Matching 
Dari hasil pencarian ditemukan kesamaan identic 
pada string terhadap backdoor signature pada file 
worse.php pada bagian yang diberi highlight. 
Berdasarkan hal tersebut, maka dengan demikian file 
worse.php positif sebagai backdoor dan akan 
diberikan flag merah pada hasil pencarian. Apabila 
hasil string matching tidak ditemukan backdoor 
signature maka script diberi flag hijau yang kemudian 
dilanjutkan dengan proses taint analysis. 
Sebelum proses taint analysis dilakukan, ada 
beberapa hal yang dilakukan terlebih dahulu. Dalam 
penelitian ini dilakukan analisis terhadap beberapa 
sampel backdoor shell yang mana hasil analisis 
tersebut diterapkan dalam perhitungan dalam proses 
taint analysis. 
Analisis dilakukan terhadap 40 file backdoor shell 
kemudian dilakukan perhitungan probabilistas 
kemunculan terhadap fungsi-fungsi seperti: exec, 
system, shell exec, passthru, eval, base64 decode, 
proc_open, popen, curl_exec, dan parse_ini_file. Hasil 
perhitungan tersebut menentukan fungsi-fungsi yang 
identic sebagai backdoor shell dan juga sebagai 
parameter untuk melakukan penyaringan terhadap file-
file yang bukan backdoor shell berdasarkan kombinasi 
pada fungsi-fungsi tersebut. 
Perhitungan peluang kemunculan fungsi-fungsi 
tersebut diperoleh hasil dalam bentuk persentase pada 
Gambar 8. Berdasarkan dari hasil perhitungan 
tersebut, kemudian ditentukan fungsi yang memiliki 
kemungkinan muncul lebih atau sama dengan 75%, 
yaitu sebanyak 5 fungsi sebagai fungsi yang identik 
sebagai backdoor shell. Dengan demikian, poin yang 
diberikan kepada 10 fungsi tersebut seperti dalam 
Tabel 5. 
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Gambar 8. Peluang Kemunculan Fungsi 
Tabel 5. Poin Pada Fungsi 
No Fungsi Poin 
1 Eval 2 
2 base64_decode 2 
3 shell_exec 2 
4 exec 2 
5 passthru 2 
6 proc_open 1 
7 popen 1 
8 system 1 
9 curl_exec 1 
10 Parse_ini_file 1 
Poin pada Tabel 5 akan diakumulasikan 
berdasarkan kombinasi fungsi yang dimiliki oleh file 
yang sedang dianalisis. Dari hasil akumulasi poin, 
diperoleh data kombinasi poin terendah, yaitu sebesar 
4 poin, untuk nilai kombinasi rata-rata poin 10,25, dan 
untuk kombinasi poin tertinggi, yaitu 14 poin. 
Berdasarkan hasil analisis tersebut, dapat dijadikan 
Batasan dalam menentukan kombinasi poin pada file 
yang positif sebagai backdoor shell dan yang tidak 
maka diasumsikan pada Tabel 6 berikut. 
Tabel 6. Pembagian Jenis File 
Total Poin Flag Ket 
< 4 Putih Bersih 
4 – 10 Kuning Hati-Hati 
> 10 Merah Berbahaya 
Berikut ini adalah keterangan dari 3 jenis file pada 
Tabel 6: 
- File dengan flag putih merupakan file yang 
bebas atau tidak terdeteksi sebagai backdoor 
shell. 
- File dengan flag kuning merupakan jenis file 
yang masih memiliki kemungkinan sebagai 
backdoor shell atau tidak. 
- File dengan flag merah merupakan jenis file 
yang positif diidentifikasi sebagai backdoor 
shell. 
Dalam proses taint analysis, dilakukan identifikasi 
terhadap 10 fungsi yang telah dipaparkan sebelumnya. 
Setelah sistem menemukan fungsi yang terdapat pada 
source code kemudian dilakukan akumulasi poin 
dengan aturan poin pada Tabel 5. Ketika sistem telah 
melakukan kalkulasi poin fungsi maka tahap 
selanjutnya akan dilakukan pengelompokan file yang 
dimana aturan pengeleompokan file mengikuti Tabel 6 
tentang pembagian jenis file. Setelah dilakukan 
pengelompokan jenis file maka sistem dapat 
menampilkan hasil pencarian kepada user dengan 
menampilkan data file yang memiliki flag merah dan 
kuning. 
Pada tahap awal, sistem kan melakukan scanning 
fungsi pada source code file. Proses ini bertujuan 
untuk memperoleh hasil dari scanning terhadap 10 
fungsi yang telah dijelaskan sebelumnya. Dalam 
sebuah source code terdeteksi beberapa fungsi, seperti 
pada Gambar 9 adalah contoh hasil deteksi fungsi 
eval(). 
 
Gambar 9. Contoh Fungsi eval() 
Contoh fungsi base64_decode() terdeteksi di 
beberapa line, salah satunya pada 1110 dapat dilihat 
pada Gambar 10. 
 
Gambar 10. Contoh Fungsi base64_decode() 
Pada Gambar 11 adalah contoh fungsi system() 
yang terdeteksi pada line 728. 
 
Gambar 11. Contoh Fungsi system() 
Contoh fungsi shell_exec() terdeteksi di line 718. 
Dapat dilihat Gambar 12 berikut. 
 
Gambar 12. Contoh Fungsi shell_exec() 
Fungsi exec() terdeteksi di line 722 dapat dilihat 
pada Gambar 13 berikut. 
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Gambar 13. Contoh Fungsi exec() 
Contoh fungsi passthru() terdeteksi di line 735 
pada Gambar 14. 
 
Gambar 14. Contoh Fungsi passthru() 
Pada Gambar 15 adalah contoh fungsi proc_open() 
terdeteksi di line 742. 
 
Gambar 15. Contoh Fungsi proc_open() 
Contoh fungsi popen() terdeteksi di line 765 dapat 
dilihat pada Gambar 16 berikut. 
 
Gambar 16. Contoh Fungsi popen() 
Contoh fungsi curl_exec() terdeteksi di line 778 
dapat dilihat pada Gambar 17 berikut. 
 
Gambar 17. Contoh Fungsi curl_exec() 
Setelah sistem melakukan scanning pada seluruh 
baris source code, hasilnya ternyata dapat dideteksi 
file tersebut memiliki 9 fungsi backdoor, yaitu eval(), 
base64_decode(), system(), shell_exec(), exec(), 
passthru(), proc_open(), popen(), dan curl_exec(). 
Hasil scanning tersebut kemudian dihitung poin yang 
dimiliki file tersebut berdasarkan Tabel 5. Masing-
masing nilai fungsi dijumlahkan kemudian 
diklasifikasi berdasarkan ketentuan pada Tabel 6. 
Total nilai untuk file tersebut dapat dilihat pada Tabel 
7. 
Berdasarkan akumulasi poin di Tabel 7, maka file 
pada contoh ditandai dengan flag merah dan 
dikategorikan sebagai backdoor karena nilai 
akumulasi lebih dari 10. 














Hasil yang didapat dari pengujian yang dilakukan 
berdasarkan proses dalam penelitian ini serta mengacu 
pada tujuan penelitian, maka dapat disimpulkan 
bahwa: 
1. Sistem yang dibangun memiliki akurasi yang 
lebih baik dibandingkan dengan menggunakan 
aplikasi PHP Shell Detector. Hasil pengujian 
menunjukkan pendeteksian backdoor 
menggunakan PHP Shell Detector memiliki 
akurasi 33%, sedangkan pendeteksian dengan 
sistem yang dibuat menunjukkan akurasi 
sebesar 75%. 
2. Jumlah hasil deteksi yang dicurigai dari sistem 
yang dibangun lebih sedikit, yaitu 12 file 
dibandingkan dengan aplikasi PHP Shell 
Detector sejumlah 120 file sehingga lebih 
efisien jika administrator website atau pemilik 
website ingin menganalisis lebih mendalam. 
B. Saran 
Berdasarkan hasil yang telah dicapai saat ini, 
bahwa sistem pendeteksi backdoor shell pada web 
server ini mempunyai beberapa hal yang disarankan 
untuk menambahkan hal-hal yang dapat melengkapi 
sistem ini di waktu yang akan dating, yaitu: 
1. Perlunya ditambah fitur untuk mengelola hasil 
pendeteksi, seperti mengeksekusi file langsung 
dan melihat source code dari aplikasi sehingga 
mempercepat proses pengecekan oleh 
administrator website. 
2. Penambahan jenis script yang dapat dianalisis 
dengan mengunakan taint analysis. 
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