

















































































• Legutóbbi  munkahelyemen   a   követelményelemzés   és   ­tervezés   volt   feladatom,   de 
sajnos   meglehetősen   sajátos   módon.   A   kusza   érdekviszonyok   miatt   egy   olyan 
projekthez   kellett   „követelményt   terveznem”,   amely  már   az   implementációs   fázis 
végén járt. Így aztán mikor kiderült, hogy egy olyan terméket kell előállítanom, mely 
egy  még   pontosításra   váró   valós   megrendelői   igényt  próbál   kielégíteni,   ez   a 
szakdolgozati feladatkiírás rögtön szimpatikussá vált számomra.
• Az egyeztetések során kiderült,  hogy a megvalósítandó   terméknek nem kell  a már 
meglévő   ősrendszerhez   kapcsolódnia.   Igaz   ugyan,   hogy   egy  meglévő   rendszerrel 
együttműködni  mindig   nagyobb   kihívás,  mint   egy  újat   létrehozni   –  most   viszont 
lehetőségem   adódott   a   rendszert   az  alapoktól   kezdve   saját   koncepció   szerint 
kialakítani.
• A feladatot  nem egyedül  kellett  megoldanom.  A kitűzött   célokat  Záborski  László1 
csoporttársammal   együtt  team­munkában  igyekeztünk  megvalósítani.  Szakdolgozati 
munkánk ezáltal még közelebb kerülhetett a valódi szoftvertervezői tevékenységhez. 
Nagyon   örültem,   hogy   a   Debreceni   Egyetem   is   felismerte   a   projekt   munkák 
jelentőségét. A magányos kungfu harcosként küzdő szoftver guruk ideje leáldozott, a 
cégek többségének a biztonságos működés miatt jó csapatjátékosokra van szüksége.
• A feladat megoldása során a  Java Vállalati Környezet2  szolgáltatásait használtuk. A 
használt   technológia  és   a   hozzá   kapcsolódó   eszközrendszer   ismerete   a   jövőben   is 
minden bizonnyal hasznomra válik majd. 









A   webes   információs   rendszert   a  Hajdú­Bihar   Megyei   Területi   Gyermekvédelmi 
Szakszolgálat3 (a továbbiakban: hbmtgysz) számára feljesztettük ki.
A  megrendelő   elsődleges   célja:   nevelőszülők   és   a   nevelt   gyerekek   személyes   és   egyéb 
adatainak nyilvántartása, az adatok lekérdezhetőségének lehetővé tétele. Jelenleg körülbelül 




fognak  bekerülni,   azonban  már   ezzel   szemben   is   elvárás,  hogy az  adatok  a   cég  bármely 
irodájából   elérhetők   legyenek.  A   jelenlegi   információs   rendszer   legnagyobb   hiányossága 
éppen az, hogy nem támogatja a konkurens elérést. 




Mindezek   alapján   talán   érthető,   ha   már   az   első   verzió   kialakításához   is   igyekszünk 
kihasználni a Java EE környezet szabványos eszközeit.

















mindketten   belekóstolhassunk.  A   kezdeti   lépések  megtétele   után   azonban   kiderült,   hogy 
célszerű   valamiféle   felelősségi   kört   meghatároznunk   egymás   –   és   természetesen   ezzel 
egyidejűleg magunk – számára is.
Végül   arra   jutottunk,   hogy  én  követelményelemzés  és   tervezés   továbbá   a   koncepcionális 
rendszer   szerkezet   kialakítás   mellett   leginkább   a   perzisztálandó   objektumokkal   és 







A  rendszert   természetesen  az  újrafelhasználhatóság  és   skálázhatóság szem előtt   tartásával 
alakítottuk ki. A munka során megismerkedtünk a Vállalati Környezet több technológiájával, 
és   fel   is   használtuk   ezeket   a   környezeti   szolgáltatásokat.   A   fejlesztést   a   szakdolgozat 




Szakdolgozatom ezt  a  bevezetést  követően még  további  öt   fő   fejezetre   tagolódik.  Először 
röviden   ismertetem   a   fejlesztéshez   használt   technológiákat.   Ezt   követően   bemutatom   a 
kialakított   rendszert.   A   felhasználói   jogkörök   kezelésével   és   a   rendszerbiztonsággal 
kapcsolatos ismertetést kiemeltem egy külön főfejezetbe. Ezt követően – a  4 . fejezetben – a 









bizonyos   ismétlődő   követelmények   (pl.   skálázhatóság,   többszálúság,   perzisztencia,   …). 
Elvileg ezek bármelyike – vagy akár az összes követelmény is – kielégíthető   lenne a több 
rétegű   alkalmazásba   integrált   natív   kódrészletekkel.   A   gyakorlatban   azonban   ez   nagyon 
nehezen megvalósítható, már csak a követelmények sokrétűségéből adódó kódméret miatt is. 
Ezeknek az követelményeknek úgy próbálunk a rendelkezésre álló mindig szűkös fejlesztési 
időn  belül  megfelelni,  hogy ezeknek  a  middleware4  szolgáltatásoknak  a  megvalósításához 
elkészített  API­kat  használunk  fel.  Ezek az  API­k  ideális  esetben  valóban biztosítják  is  a 
szabványos funkcionalitás korrekt megvalósítását. 





implementáció  közül   is  választhatunk. Ha a kódba nem helyeztünk el API implementáció 
specifikus   részeket,   akkor   akár   át   is   állhatunk   másik   megvalósításra,   és   programunk 
működőképességét ez nem fogja befolyásolni.
Egy újabb lépést tehetünk az újrafelhasználhatóság irányába, ha az általunk írt kódba nem 
helyezünk el  explicit  middleware  API  hívásokat.  Az explicit  API  hívásokkal  az  az  egyik 
gondunk,  hogy   a   forráskód  méretét   felfújják.  A  másik  probléma,  hogy  az   így  kialakított 












meg.   A   kérésmegszakítót   természetesen   nem   nekünk   kell   megírnunk,   hanem   a 
szolgáltatásleíró   fájl   alapján   generálódik.   Az   implicit   middleware   használatának 
természetesen feltétele,  hogy az alkalmazásunkat egy erre felkészített  konténer futtassa.  A 






igencsak   versenyképes   performancia   paraméterekkel,   így   aztán   számos   egyszerűbb 
webalkalmazáshoz választják a Tomcat konténert. Erről a témáról  [jw­tomcat]  ír bővebben. 





• A  session   beanek   üzleti   folyamatokat   reprezentálnak.   Metódusaiknak   egy­egy 
használati esetet feleltetünk meg.




A   J2EE   1.4­ben   használt   EJB   2.1   beanek   felépítése   és   használata   meglehetősen   sok 
körültekintést igényel. 




A programozónak „csupán” a vastagon bekeretezett  öt  fájlt,  azaz az implementációs, bean 
osztályt   és   ahhoz   négy   különböző   interfészt   kell   elkészítenie.   A   felső   mezőben   lévő 
interfészekre elegendő csupán hivatkozni a megfelelő fájlokban. A legalsó sor objektumait a 
konténer  generálja.  A  fent  említett  öt   fájlon   túl   természetesen  el  kell  még  készítenünk  a 

















keretrendszerrel   a   Sun   célja   elsősorban   az   volt,   hogy   ez   az   új   API   egyszerűsítse   a 
perzisztenciát használó Java SE és Java EE alkalmazások fejlesztését. Másrészt szerette volna 
a teljes Java közösséget egyetlen standard perzisztencia API mögött tudni.8
A   JPA   megpróbálta   a   szabvány   alkotásakor   már   elérhető   különböző   perzisztencia 
szolgáltatók9,   legjobb  megoldásait   egységes   keretek   –   azaz   pontosabban   egy   szabványos 
interfész­megvalósítások – közé szorítani úgy, hogy eközben meghagyta a gyártóspecifikus 
szolgáltatások igénybevételének lehetőségét is.
A   JPA   egységesíti   az   objektum/relációs   leképezés   (ORM:   Object/Relational   Mapping) 
megvalósítását.   Természetesen   lehetővé   teszi,   hogy   a   régebbi   stílust   követve   az   xml 




















a  szolgáltatás   színvonalára  utal,   csupán annyiról  van  szó,  hogy amit  a   JDBC nyújt,   az  a 
szolgáltatás a rendszer­architektúra egy mélyebb rétegében helyezkedik el.
A JBDB API teszi lehetővé,  hogy a Java nyelvű programok egy egységes, gyártófüggetlen 
felületen   keresztül   kommunikáljanak   adatbázisok   széles   skálájával.   Segítségével 
kapcsolódhatunk SQL adatbázisokhoz vagy más táblázatos adatforrásokhoz is, mint például a 
táblázatkezelők   munkalapjai,   vagy   akár   az   egyszerű   CSV   fájlok.   A   JDBC   technológia 
használatával valóban közel kerülhetünk a minden programozó  álmát   jelentő  "Write Once, 








A  Java  Transaction  API   egy   elosztott   tranzakciós   rendszerben   érintettek   (erőforrás 
menedzser,   alkalmazásszerver   és   a   tranzakciót   használó   alkalmazás)   és   egy   tranzakciós 
menedzser   közötti   szabványos   interfészeket   határozza   meg.   A   JTA­t   minden   Java   EE 
alkalmazásszervernek implementálnia kell. 














egyébként   csak   először   tűnt   nagyon   riasztónak   –   akkor   is   csupán   vastagsága   miatt... 
Hamarosan   kiderült   azonban,   hogy   egy  nagyon   is   jól   követhető,  élvezetes   olvasmány.  A 
könyvben említett .jar­ok természetesen már nem használhatók, és sajnos a leírt ant scripteket 
is   módosítanom   kellet   a   hibernate   jelenlegi   verziójával   való   együttműködéshez,   de   így 
legalább   a   saját   bőrömön   is  megtapasztalhattam,   hogy   két  év  milyen   nagy   idő   az   „O/R 
Mapping business”­ben.
A  műben   szerepelt   néhány   nagyon   kifejező   ábra,   ami   jól   szemlélteti   az   eddig   említett 










több okból   is  költséges  lehet.  Néhány DBMS akár  egy teljesen új  szerver oldali  processz 
indítását   is kezdeményezi  ilyenkor. Ráadásul a  tétlen kapcsolatok fenntartásának is vannak 
költségei.   Egy   pool   menedzser   gondoskodhat   a   már   meglévő   kapcsolatok   optimális 
kihasználásáról,   vagy   akár   le   is   csatlakozhat,   ha  már   nincs   szükség   az  összes  meglévő 
kapcsolatra. A poolozás további előnye még, hogy a néhány jdbc driver számára szintén nagy 
költséggel   létrehozható  előkészített   kijelentéseket13  is   megcache­elheti   a   valószínűleg 
hamarosan  megismétlődő   kérések  közötti   időszakban.   Ilyen  Poolinghoz  hazsnálható   pl.   a 
C3P0  ingyenes  és  szabad kapcsolat­pool   rendszer.  Az alkalmazás   tehát  a  pool­tól   igényel 







A kapcsolat  pool  szolgáltatásait  az alakalmazás most  már  nem közvetlenül,  hanem a JPA 
provider közvetítésével veszi  igénybe.  A pool hangolását  ekkor a  hibernate.cfg.xml  vagy a 
hibernate.properties  fájlok felhasználásával végezhetjük el.  Az alkalmazás a Hibernate­hez 
fordulhat natív Hibernate API­n,  vagy a szabványos JPA­n keresztül   is  kérésekkel.  A JPA 





A   harmadik   –   a   szakdolgozati   projektben   általunk   is   választott   –   forgatókönyv   szerinti 
perzisztálás     menedzselt   környezetben   történik.   Ilynekor   rendszerint   a  connection   pool 





feladat  megoldásához,  és   persze  megfelelő   kiegészítésekkel  és   kellő   hangolással14  akár   a 
korábban említett Apache Tomcat is rávehető, hogy ilyen funkcionalitást nyújtson. 
 1.8   JSF












objektumokhoz   (menedzselt   beanekhez)   történő   kapcsolódásához   rendelkezésünkre 






1. A   fejlesztés   során   végül   az  7.   ábrán   szemléltetett   próbált   alkalmazásszerkezetet 
alakítottuk   ki.   Igyekeztünk   az   MVC   mintát   követni.   A   JSF   keretrendszer  .jsp 
oldalakból   generálja   a    View­t   Backing   bean­ek   felhasználásával.   A  Controller 
szerepét   is   betöltő   backing   beanek   vezérlik   a  faces-config.xml  által   behangolt 
működésű  FacesServlet  nézetváltásait,   és   az   entitásmenedzser   beanek   távoli 

















































































is   megoldható,   hogy   a   két   oldalt   két   külön   számítógépekre   telepítsük.   A 
terheléselosztást  még  jobbá   tehetjük,  ha  magát   az  adatbázist   is  egy  külön hoszton 
helyezzük el.
 2.1   Adat réteg
Ami  a   konkrét   adatréteget   illeti,   a  projekt   fejlesztése   során  én  PostgreSQL­t  használtam, 
projekttársam pedig MySQL­t.
Itt   jegyzem meg, hogy az adatréteg kezelését  valójában teljes egészében a JPA providerre 
bíztam. Magát az adatbázis sémát is a JPA szolgáltató generálja. Ehhez a persistence.xml­ben 
található   perzisztenciaegység15  leírásba   kellett   felvennem   a   megfelelő   gyártóspecifikus 
propertyt:
    <properties>
      <property name="hibernate.hbm2ddl.auto" value="update"/>
    </properties>
bejegyzésnek köszönhetően a Hibernate minden egyes kihelyezéskor ellenőrzi az adatbázisban 











bemutatni a kategória­szerű   törzsadatok szuperosztályaként létrehozott  Category  osztály egy 
részleltét.  Azért   pont   ezzel   az   osztállyal   szemléltetek,   mert   nagyon   a   szívemhez   nőtt. 
Meglehetősen   sokat   küzdöttem vele,  mire   sikerült   így  kialakítanom.  A  dolog   részleteiről 
bővebben a  4.4.3  fejezetben írok.
@Entity
@Inheritance(strategy = InheritanceType.TABLE_PER_CLASS) // Hibernate *can* handle this 
strategy :)
// using default table name
public abstract class Category implements Serializable {
    private static final long serialVersionUID = 1L;
    @Id
    @GeneratedValue(strategy = GenerationType.AUTO)
    private Long id;
    @Column(name = "thevalue", length = 64, unique=true, nullable = false) // value is a SQL-
99 keyword
    private String value;
    @Override
    public int hashCode() {
        int hash = 0;
        hash += (id != null ? id.hashCode() : 0);
        return hash;
    }
    @Override
    public boolean equals(Object object) {
        // TODO: Warning - this method won't work in the case the id fields are not set
        if (!(object instanceof Category)) {
            return false;
        }
        Category other = (Category) object;
        if ((this.id == null && other.id != null) || (this.id != null && !
this.id.equals(other.id))) {
            return false;
        }
        return true;
    }
    @Override
    public String toString() {
        return this.getClass().getCanonicalName() + "[id=" + id + ", value=" + value +
                "]";









    <provider>org.hibernate.ejb.HibernatePersistence</provider>










public class FunctionManager implements FunctionManagerRemote {
    @PersistenceContext
    private EntityManager em;
    public void create(Function function) {
        em.persist(function);




meg   kellett   ismerkednem   a   technológiával.   A   technológia   alapelveinek   ismerete   nélkül 
egyrészt   nem   lett   volna   esélyem   rá,   hogy   részt   vegyek   a   hitelesítéssel   és   biztonsággal 
kapcsolatos, az egész rendszer működését érintő koncepciók kidolgozásában. Másrészt nem 
tudtam volna  kipróbálni,   tesztelni   az  EJB  réteg   szolgáltatásait.  Harmadrészt   enélkül   nem 








Az   egyes   JSF   oldalakhoz   tartozó   backing   bean­ek   szerepe   a   JSF   laphoz   tartozó   nézet 

























A biztonság   kezelését   a   Java  EE  konténer   a   JAAS   segítségével   támogatja.  Az  [ig­j2ee] 

















protected boolean isAllowed() {
        return Security.getCheckFunction(this.getClass().getSimpleName() + "." + new 
Exception().getStackTrace()[1].getMethodName());
    }
Ez   a   függvény  meghatározza   saját   osztályának   egyszerű   nevét,   és   ehhez   hozzáfűzi   a   '.' 
szeparátort követően az őt hívó metódus nevét. Ezzel, mint paraméterrel hívja meg a tényleges 











helyeztünk   el.   A  tegyesz.ejb  csomagba   kerültek   a  Tegyesz  Java   EE   projekt  Tegyesz-ejb 




















A személyekhez kapcsolódó   további osztályokat szemlélteti  a  12. ábra oly módon, hogy a 
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korábban   kirészletezett   személy­jellegzetességek   helyett   a   kapcsolódó   egyéb   osztályok 
mezőire és érdekesebb metódusaira koncentrál. Külön diagramon részletezem a nevelőszülők 










követelmények   kielégítése  miatt   volt   szükség.  A   felhasználók   rendszerhez   kapcsolódását 
szabályozó szerepkörök és rendszerfunkciók kezelése, valamint az elérés szabályozása miatt 









Az   ábrán   látható   hitelesítési  módot   nem   találtuk   eléggé   finoman   hangolhatónak,   a   JSF 
technológiával való közelebbi megismerkedésünk során rájöttünk, hogy a Java Server Faces 



















viszonylagos   egyszerűsége   miatt   is   a   vízesés   modellt   alkalmaztuk.   A   megrendelőkkel 
folytatott  egyeztető   találkozókon  több körben  próbáltuk  meg  felmérni  a  pontos   igényeket, 
amik alapján elkészíthettünk egy többé­kevésbé véglegesnek tekinthető követelménylistát. Ez 
tartalmazta   a   funkcionális   és   nem   funkcionális   követelményeket   egyaránt.   A   létrehozott 
követelményjegyzék  pontos   értelmezését   segíti   a   projekt   szakterületi   fogalmait   leíró 







Előző   munkahelyemen   sajnos   saját   bőrömön   sikerült   megtapasztalnom,  mekkora   káoszt 
okozhat   egy   projektben   a   nem   kellő   alapossággal   végzett   követelménytervezés.   A 
szakdolgozati munkában ezért igyekeztem ezt a csapdát elkerülni, nagy hangsúlyt fordítva a 
szakterületi   fogalmak   és   folyamatok   lehető   legpontosabb   megértésére   és   rögzítésére. 
Szerencsére a megrendelői oldal kulcsszereplői is nagyon segítőkésznek mutatkoztak. 
 4.1.1  Megbeszélések és emlékeztetők
A   kulcsfigurákkal   történő   egyeztetésekről   a   helyszínen   minden   esetben   jegyzeteket 
készítettem. A kézi jegyzeteimet utólag egyeztettem projekttársammal is. Az így letisztázott 
és szövegszerkesztőben rögzített dokumentumot – a megbeszélés utólagos átgondolása során 
felvetődő   újabb   kérdésekkel   kiegészítve   –   e­mailben   elküldtem   a   megrendelői 
kulcsfiguráknak.  Ők  az  emlékeztető   egyes  pontjait   elfogadták  vagy  elutasították,   illetve  a 
feltett kérdésekre szintén e­mailben röviden válaszoltak. Minden újabb egyeztetést az előző 
megbeszélésen   tisztázott   dolgok   ismételt   pontosításával   kezdtünk.   Ennek   a   szigorú 
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menetrendnek   és   a   többszöri   interjúknak   köszönhetően   sikerült   elegendő   információt 
összeszednünk a pontos szakterületi problémamodellezéshez. Természetesen csak nagyon kis 
szeletét ismerhettük meg a gyermekvédelmi munkának vagy a nevelőcsaládok működésének. 




A követelménytervezés   egyik   leghatékonyabb   eszközének   egy  ősi,  általános   célú   hardver 
rendszer bizonyult: színes tollak, filcek és ceruzák. 
Ez természetesen nem jelenti azt,  hogy az integrált  szoftverfejlesztő  rendszerek kifinomult 
eszközrendszere haszontalan lenne. Ehhez a projekthez az Eclipse­be is beintegrálható Visual  
Paradigm for UML szoftvercsomagot próbáltam ki. Kényelmesen, különösebb tanulás nélkül 
intuitív  módon   is   kezelhető   felhasználói   felületével  megnyerte   ugyan   a   tetszésemet   ez   a 
programcsomag, de az ősi hardverrel nem vetekedhet. Ha valakinek nagyon nagy rutinja van 
már  a  követelménytervezésben,  akkor  valószínűleg sok  időt   takarít  meg azzal,  hogy  ilyen 
termékeket használ – és talán a termék meglehetősen borsos árát is kitermelheti a felhasználó 
ezzel  az   időmegtakarítással.  A szoftvercsomag követelménytervezést   támogató  képességeit 
[vpumlrm] mutatja be nagyon impresszív módon.
A  Visual  Paradigm  for  UML­lel   történő   hosszas   „játszadozás”  után   ismét   visszatértem a 
gyökerekhez: elővettem az írószerszámokat, a papírra nyomtatott megbeszélés emlékeztetőket, 
saját jegyzeteimet, és használatba vettem egy nagy asztalt  is. Ezen az igazi clipboardon szét 
tudtam   teríteni   a   megrendelői   oldal   kulcsfiguráival   történt   megbeszéléseken 
megfogalmazottakról készített emlékeztetőket. 
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Így   már   korán   sikerült   észrevennem,   ha   a   megbeszélésen   rögzített   követelmények 
ellentmondásba   kerültek   egy   korábbi   vagy   későbbi   megbeszélés   állításaival.   Annyira 













helyesnek gondolja,  de nekem nagyon szimpatikusnak tűnt.  A szerző  arcát  munkám során 
többször is megnéztem. A felhasználói eseteket is a BOUML­lel rajzoltuk meg. Kezdetben 





Glassfish  Bundle   for   Eclipse­re.   Sajnos   nem   tudtam  összehangolni   az   egymással   elvileg 
„flawlessly”   együttműködő   komponenseket.   Végül   átálltam   NetBeans­re.   Főleg,   hogy 
projekttársam is ezt javasolta. 
Az Eclipse használata közben sikerült megszoknom a beépített szövegszerkesztőjének nagyon 
kellemes,   szolgáltatásait   és   szinte   korlátlan   testre   szabhatóságát.   Véleményem   szerint   a 
NetBeans még csak meg se közelíti ezt a szintet. Viszont jobban együttműködött a GlassFish­




















Kísérletezgetéseim során  perzisztencia   szolgáltatóként   a  TopLink­et  használva   létrehoztam 
már   jó  néhány rekordot,  örültem,  hogy működik a  dolog,  majd visszaálltam Hibernate­re. 
Sokáig   nem   is   volt   ezzel   semmi   gond,  mígnem  egyszer   elkezdte   a  GlassFish   dobálni   a 
rettenetes kivételeket. Én időközben már a forráskódot is átszerveztem kissé, ezért először 
magamra   gyanakodtam.   Valójában   csak   annyi   történt,   hogy   a   Toplink   nyilván   a   saját 
szekvencia   generátora   szerinti   id­ket   adott   a   rekordoknak,   és   a   Hibernate   is   a   sajátját 
használta. A Toplikkel csak néhány táblát töltögettem fel, ezeket viszont történetesen olyan id­
kkel,  melyekhez  épp  akkor  ért  el  a  Hibernate   szekvenciája   is.  Miután  ezt   felismertem,   a 





classpath­ból.   Ennek   legkézenfekvőbb  módszerét   választva   bemásoltam   a   jdbc   drivert   a 
szerver lib könyvtárába. 
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szerint InheritanceType.SINGLE_TABLE beállítása volt. Ez szépen működött is, az adatbázisban 
egyetlen  Catgory  táblában   tárolódtak   a   leszármazottak   pédányai,  miközben   a   JPA   szépen 
kezelte a tábla diszkriminátor oszlopát is. 
Ezzel   azonban  az  volt   a  gondom,  hogy ha  a  value  oszlopra  hitem szerint  mindenképpen 
szükséges unique megszorítást már a Category osztályban megadtam, akkor ez természetesen 
az összes kategóriát átfogóan korlátozta. Tehát nem volt lehetőség két különböző kategória­
leszármazott   objektumban   sem   ugyanazt   a  value­stringet   használnom.   Ez   azonban   nem 
megengedhető,   hiszen   az   az   emberek   működése   más:   hajlamosak   vagyunk   mindenféle 
kategóriaelem felsorolást egy  „egyéb”­bel lezárni. 
Azt viszont nem sikerült elérnem, hogy a fenti InheritanceType.SINGLE_TABLE beállítás mellett a 
leszármazottakban   a   diszkriminátor   és   a  thevalue  oszlop   együttesen   kapjon   egy  unique 














Különösen   nagy   segítséget   és   megvilágosodást   jelentett   számomra   a  [balusc­jsf]  demó 
projekt.
Kezdetben   volt   olyan   tervünk   is,   hogy   a  [jsf­matrix]  JSF  Matrix­on   található   AJAX­os 
komponensek   valamelyikét   használjuk,   ettől   azonban   elriasztott  minket   a   használatukkor 



















persistence.xml telepítésleíró JPA Providerként a  Hibernate ­et használja, ezért ennek 
elérhetőségéről is gondoskodni kell. A Hibernate modulként a szerverre telepíthető egy 
kattintással,   vagy   akár   úgy   is,   hogy   a   szükséges   .jar­okat   kézzel   bemásoljuk   az 
alkalmazásszerver lib könyvtárába. A jelenleg szükséges .jar [hb­jars] tartalmazza. 
A   fejlesztés   során   kerültük   a   Hibernate­specifikus   elemek   használatát,   ennek 
köszönhetően   a  persistence.xml  megfelelő  módosításával   jó   eséllyel   használhatunk 
másik perzisztenciaszolgáltatót.
4. JDBC driver
Az alkalmazott  adatbázis­kezelőhöz  tartozó   JDBC drivert   természetesen szintén be 
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kell  másolnunk  az  alkalmazásszerver  lib  mappájába.  További   részletek  olvashatók 
erről a  4.4.2  részben.
5. Connection Pool, Connection, JNDI Binding
Az   alkalmazás   JTA   alapú   tranzakciókezelést   használ,   így   létre   kell   hoznunk   egy 
Connection Pool­t az adatbázisunk számára. Ennek felhasználásával definiálnunk kell 
egy   Connectiont.     A  Tegyesz-ejb.jar­ban   megadott   alapértelmezés   szerint   az 
alkalmazás   perzisztencia   egysége   a   JTA   által  menedzselt   adatforrást  jdbc/tegyesz 
néven fogja keresni a JNDI névtárban.  További  részletek  találhatók erről  a    4.4.2   
fejezetben. Természetesen akár a telepítésleíró is módosítható.
 5.2 A telepítés folyamata
A  telepítéshez   az   alkalmazást   tartalmazó  Tegyesz.ear  fájlt   kell   feltölteni   a   szerverre.   Ez 
történhet   pl.   a   szerver  menedzser  webes   felületéről.  A  kihelyezés   (deployment)   során   az 
alkalmazásszerver   bejegyzi   a   perzisztencia   egység   session  beanjeit,   a   perzisztencia   ellátó 
(persistence   provider)   automatikusan   létrehozza   a   szoftver   működéséhez   szükséges 





törzsadatokkal.  Ez   az   alaphelyzetbe  állítás   a  http://szerver:8080/Tegyesz-war/faces/init.jsp 
oldal   meglátogatásával   tehető   meg.   A   webcímben   szereplő   „szerver”   természetesen 
behelyettesítendő a szerver tényleges nevével vagy IP számával.
Az   alaphelyzetbe   állítás   egyetlen   gombnyomással   indítható,   és   nem   igényel   semmiféle 
előzetes hitelesítést. Azt követően azonban, hogy a rendszer alaphelyzetbe állítása megtörtént, 
már   nincs   mód   ismételt   alaphelyzetbe   állításra.   Alaphelyzetbe   állításkor   automatikusan 


















nekem   leginkább   tetsző   helyeket  meg   is   jelöltem  magamnak19,   hogy   a   későbbiekben   is 
visszatérhessek   hozzájuk.   A   fejlesztésben   leginkább  [ig­j2ee]  volt   segítségemre.   Ahhoz 
azonban,   hogy   az   említett   könyv  valódi   partnerévé   válhassak,  már   korábban  meg  kellett 
ismernem a Java személetű programfejlesztés alapjait. Ebben sokat köszönhetek [vég­ij]­nek. 
Végül,   de   nem   utolsó   sorban   sok   gondomat,   bizonytalanságomat   és   kérdésemet   sikerült 
eloszlatniuk   csoporttársaimnak,   és   sokat   köszönhetek   konzulensem   támogatásának   is. 
Záborski László projekttársamat azért hagytam a felsorolás végére, hogy külön kiemelhessem: 
ő is  nagyon sokat tett együttműködésével a projekt megvalósulása érdekében. 
 6.3  Jövőbeli tervektől
Ahogy a bevezetőben is említettem, a projekttel távlati terveink is vannak. Ez egyben azt is 
jelenti, hogy a későbbiekben is szeretnék kapcsolatban maradni Java technológiákkal. Bízom 
benne, hogy ezt a tervemet sikerül is megvalósítanom. 
19 Könyvjelzőim többsége publikus, a http://delicious.com/szikora/ címen elérhető. 
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 8  Mellékletek
 8.1  A követelmények első megfogalmazásának egy oldala
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 8.2 Az első követelmény­egyeztetésről készült emlékeztető első  
oldala
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 8.3 Egy emlékeztetőben feltett utólagos kérdésekre adott válasz 
egy részlete
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 8.4 Menürendszer, szerepkörök és rendszerfunkciók 
alapértelmezett kapcsolata
