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Cílem této práce je navržení algoritmu pro vybrání optimálního portfolia ze vstupních 
projektů, které jsou ohodnoceny z hlediska nákladů, zisku a jejich potenciálního rizika. Mezi 
těmito vstupními projekty mohou být nadefinovány různé vazby.  
Součástí práce je také přehled alternativních přístupů k tomuto tématu uvedených v jiných 
pracích. 
K práci je přiložen program implementující navrhovaný algoritmus. Výstupem výpočtu 
tohoto programu je portfolio, které dosahuje nejvyššího možného zisku a zároveň splňuje 
všechna vstupní omezení a dodržuje zadané vztahy mezi projekty. Program umožňuje 
porovnávat výsledná portfolia pomocí grafu a zároveň poskytuje i bližší informace o každém 
portfoliu zvlášť.  
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Abstract:  
 
The goal of this work is to propose an algorithm selecting an optimal portfolio from input 
projects, which are assessed by costs, profits and potential risk. Any interdependencies can 
be defined among these input projects. 
Summary of alternative approaches concerning this topic is part of this work too. 
Program implementing proposed algorithm is attached to this work. Output of program 
computation is a portfolio achieving the highest possible profit as well as satisfying all 
of input constraints and defined interdependencies among the projects. The program allows 
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1 Úvod 
Projektově orientované IT organizace mohou vést desítky projektů ročně, ale většinou nemají 
dostatečné zdroje pro podporování všech svých projektů najednou. Proto je důležité, aby 
prostředky vynaložené na realizaci vybraných projektů vedly k nejvyššímu zisku. Právě 
určená podmnožina projektů k realizaci vedoucí k nejvyššímu zisku při dodržení všech 
omezujících podmínek je nazývána optimálním portfoliem. 
 Omezující podmínky jsou relace zachycující vztah mezi proměnnými, které obsahují. 
Tyto podmínky jsou často zadány pomocí lineárních rovnic a nerovnic. Mezi omezující 
podmínky vztahujících se k optimalizaci portfolia tradičně patří rozpočet, který je k dispozici 
na výdaje spojené s realizací vybraných projektů, a maximálně přípustná míra riskantnosti 
výsledného portfolia.  
Jak již napovídají omezující podmínky, jsou jednotlivé projekty ohodnoceny 
z hlediska ceny, zisku a jejich potenciálního rizika. Mezi projekty mohou být uvedeny různé 
typy vztahů, které mohou mnoha způsoby limitovat realizaci jednotlivých projektů nebo 
ovlivňovat hodnoty jejich číselných atributů v závislosti na realizaci jiných projektů. Pokud 
jsou takové vztahy použity, nesmějí se ve výsledném portfoliu vyskytovat projekty, které by 
nějaký vztah porušovaly. 
 Cílem této práce je navrhnout algoritmus pro výběr optimálního portfolia ze vstupní 
množiny výše popsaných projektů. Předpokladem je, že ohodnocení vstupních projektů, 
definice omezujících podmínek a vztahy mezi projekty jsou již dány. 
 Součástí této práce je i vytvoření programu PPO implementující navrhovaný 
algoritmus. Tento program nabízí uživateli rozhraní pro snadné nadefinování vstupních 
projektů se všemi potřebnými atributy. Vstupní data je také možné načíst do programu 
z textového souboru, ve kterém jsou uložena v požadovaném formátu. V přiložené aplikaci 
lze portfolio vytvořit buď automatickým výběrem nebo uživatel může sám určit projekty pro 
vytvoření portfolia. Také jsou pro uživatele připraveny formuláře pro zadání všech 
omezujících podmínek a pro porovnávání portfolií v grafu podle jejich čistého zisku 
a hodnoty celkové riskantnosti. Uživateli také mohou být zobrazeny formuláře s podrobnými 
informacemi o každém portfoliu zvlášť a s možností dodatečné editace projektů v nich 
obsažených. 
 
1.1 Struktura práce 
Struktura předkládané práce je následující. 
 V kapitole 2 je podrobně popsána problematika, kterou se tato práce zabírá. 
V kapitole 3 jsou rozebrány alternativní přístupy ke stejnému tématu. Podrobný popis 
implementovaného algoritmu v rámci této práce je uveden v kapitole 4. V kapitole 5 je 
závěrečné shrnutí. Uživatelská dokumentace k přiloženému programu je k dispozici 
v příloze A a popis implementace v příloze B. 
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2 Problematika výběru optimálního portfolia 
Cílem této práce je navrhnout algoritmus pro výběr optimálního portfolia ze vstupních 
projektů. V níže uvedených kapitolách jsou podrobně popsána veškerá vstupní data potřebná 
pro výběr optimálního portfolia, jehož definice je také uvedena v této kapitole. 
 
2.1 Projekt 
Pod pojmem projekt si lze představit nějakou činnost, úkol, proces, investici nebo cokoliv 
jiného, co lze popsat následujícími číselnými atributy (pokud modelovaný projekt nemá 
nějakou z uvedených vlastností, stačí patřičné vlastnosti přiřadit nulovou hodnotu). 
 
výtěžek = celkový zisk z daného projektu (pokud je realizován) 
náklady = náklady potřebné pro realizaci daného projektu 
risk = hodnota vyjadřující riskantnost projektu 
Podmínkou je, že každá číselná hodnota musí být z oboru celých čísel. Čistý zisk z každého 
projektu je roven rozdílu výtěžku a nákladů.  
 Z hlediska realizace je projekt v této práci již dále nedělitelným elementem, což 
znamená, že je buď realizován celý, nebo vůbec. Z toho plyne, že výsledné portfolio 
(viz kapitola 2.4) nemůže obsahovat projekt, který by byl například realizován pouze z 80%. 
Na projekty je tedy nahlíženo jako na předměty ve známém problému baťohu [5]. Tato 
skutečnost výrazně odlišuje tuto práci od jiných prací s podobným zaměřením 
(viz kapitola 3). 
 
2.2 Vztahy mezi projekty 
Mezi projekty může být nadefinováno až pět různých vztahů. Tři z nich ovlivňují samotnou 
realizaci projektu a dva ovlivňují hodnoty atributů. Mezi vztahy ovlivňující realizaci patří 
mandatorní, vzájemné a exkluzivní závislosti a mezi vztahy podporující atributy patří 
podpora riskantnosti a zisku. 
Uvedení mandatorních projektů například X a Y v definici projektu Z znamená, že 
projekt Z může být realizován pouze tehdy, pokud jsou zároveň realizovány i projekty X a Y. 
Opačný význam to ovšem nemá, proto projekt X může být zařazen do portfolia bez ohledu na 
realizaci projektu Z nebo Y. 
 Vzájemně závislé projekty musí být realizovány současně, jinak se nemůže 
v portfoliu vyskytovat ani jeden z nich. 
Exkluzivní vztah mezi dvěma projekty znamená, že do výsledného portfolia bude 
zařazen nejvýše jeden z nich. Pokud je u projektu uvedeno více exkluzivně závislých 
projektů, neplyne z toho automaticky, že by tyto uvedené projekty byly spolu navzájem 
v exkluzivním vztahu. Pouze to značí, že každý uvedený projekt je v exkluzivním vztahu 
s právě definovaným. 
 Mandatorní a vzájemné závislosti jsou tranzitivní relace. Tudíž pokud projekt A je 
mandatorně závislý na projektu B, který je mandatorně závislý na projektu C, potom z toho 
vyplývá, že projekt C je i mandatorním projektem projektu A. Vzájemné a exkluzivní 
závislosti jsou symetrické relace. 
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Projekty uvedené jako podporující zisk nebo riskantnost nějakého jiného projektu znamenají, 
že pokud budou realizovány současně s daným projektem, přispějí k zisku (popř. riziku) 
z jeho realizace uvedeným bonusem. Pokud podporujících projektů je zadáno více, musí být 
realizovány všechny najednou, aby daný bonus byl přidělen. Hodnota bonusu k zisku musí 
být kladné celé číslo a naopak hodnota bonusu k riskantnosti musí být záporné celé číslo. 
 V každém typu vztahu s daným projektem může být 0 až n-1 projektů, kde n je počet 
vstupních projektů. Musí však platit následující dvě pravidla. Projekt nesmí být v žádné 
závislosti sám se sebou (proto max. n-1 projektů v jednom typu vztahu s daným projektem) a 
zároveň nesmí být s jedním projektem ve dvou různých závislostech. Druhé pravidlo se však 
netýká závislostí pro podporování zisku nebo riskantnosti. I když implementovaný 
algoritmus (viz kapitola 4.2) by dokázal vyřešit i nedodržení výše vyjmenovaných pravidel, 
byla by taková definice buď bezvýznamná nebo zbytečná, a proto není povolena. 
 
2.3 Omezující podmínky 
Jak již bylo zmíněno v úvodu, omezující podmínky jsou relace zachycující vztah mezi 
proměnnými, které obsahují. Pro výběr portfolia jsou omezujícími podmínkami rozpočet, 
maximálně přípustná míra rizika a omezenost na mohutnost portfolia. 
 Rozpočet uvádí, jaké nejvyšší hodnoty mohou nabýt celkové náklady výsledného 
portfolia. Obdobně je to s omezením na maximálně přípustnou míru rizika. Omezenost na 
mohutnost výsledného portfolia udává nejvyšší přípustný počet projektů v portfoliu. Hodnoty 
všech omezujících podmínek musí být z oboru přirozených čísel včetně nuly. 
 Celkové náklady portfolia jsou rovny součtu nákladů jednotlivých projektů 
(obsažených v portfoliu). Celková riskantnost je počítána stejným způsobem jen s tím 
rozdílem, že riziko jednotlivých projektů může být sníženo dosaženým bonusem 
k riskantnosti. 
Jistým typem omezující podmínky je také dodržení nadefinovaných vztahů mezi 
realizovanými projekty. 
 
2.4 Optimální portfolio 
Nechť X je množina vstupních projektů s ohodnocenými všemi atributy včetně určených 
vztahů mezi nimi. Potom podmnožina Y ⊆ X je optimálním portfoliem, pokud splňuje 
všechna vstupní omezení včetně dodržení všech vztahů mezi projekty a zároveň dosahuje 
nejvyššího možného čistého zisku. 
 Nechť pro každý vstupní projekt je zavedena bivalentní rozhodovací proměnná xi. 
Rozhodovací proměnná reprezentuje rozhodnutí o zařazení či nezařazení projektu do 
portfolia. Jak již bylo zmíněno v kapitole 2.1, každý projekt je buď realizován (zařazen do 
portfolia) celý, nebo vůbec. Z toho důvodu jsou rozhodovací proměnné bivalentní. Bivalentní 
proměnná může nabývat pouze dvou hodnot, v tomto případě jsou to hodnoty {0,1}. 
Hodnoty rozhodovacích proměnných mají následující význam. 
 
1=ix  pokud i-tý projekt je realizován 
0=ix  pokud i-tý projekt není realizován 
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Při použití rozhodovacích proměnných je optimální portfolio určeno právě jejich hodnotami. 
To znamená, že portfolio obsahuje takové projekty, jejichž rozhodovací proměnné mají 
hodnotu 1. Výsledné optimální portfolio je potom modelováno následující úlohou lineárního 
programování (LP) [4, 5, 6]. 
 
Maximalizovat Z = ∑ ∏
= =








+
n
i
m
j
i
jiiii
i
xxKziskx
1 1
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n
i
ii ≤∑
=1
 
rizikamírapřípustnámax.xxKriskx
n
i
m
j
i
jiiii
i
≤







+∑ ∏
= =1
'
1
'
'  
projektůýchpodporovanpočetmax.x
n
i
i ≤∑
=1
 
portfolia)(mohutnost  
 
xi ∈ {0,1} 
 
Pro všechny mandatorní, vzájemné a exkluzivní závislosti musí platit: 
1≤+ ji xx  i-tý a j-tý projekt jsou exkluzivně závislé 
0≤− ji xx  j-tý projekt je mandatorním pro i-tý projekt 
0=− ji xx  i-tý a j-tý projekt jsou vzájemně závislé 
Vysvětlivky: 
 n … počet vstupních projektů 
 xi … rozhodovací proměnná i-tého projektu 
 zisk
 i … čistý zisk z i-tého projektu 
 náklady i … náklady (cena) na realizaci i-tého projektu 
 risk i … riziko (riskantnost při realizování) i-tého projektu 
iK … hodnota ke zvýšení zisku z i-tého projektu, iK > 0 
Pokud zvýšení zisku z i-tého projektu není definováno, je iK = 0. 
'
iK … hodnota ke snížení riskantnosti i-tého projektu, 'iK < 0 
Pokud snížení riskantnosti z i-tého projektu není definováno, je 'iK = 0. 
{ ix1 ,…, imx }… rozhodovací proměnné projektů podporujících zvýšení zisku z 
 i-tého projektu 
 9
{ ix 1' ,…, imx' }… rozhodovací proměnné projektů podporujících snížení 
riskantnosti i-tého projektu 
i
m … počet projektů podporujících zvýšení zisku z i-tého projektu 
i
m' … počet projektů podporujících snížení riskantnosti i-tého projektu 
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3 Alternativní přístupy 
Na problematiku optimalizace portfolia lze nahlížet mnoha rozdílnými pohledy. Tato 
kapitola poskytuje přehled o nejznámějších přístupech k řešení tohoto problému, které jsou 
rozdílné od přístupu použitém v této práci. 
 
3.1 Markowiczův model optimalizace portfolia 
Mezi nejvýznamnější studie tohoto zaměření patří Markowiczův model optimalizace 
portfolia [3]. H. M. Markowicz je nositelem Nobelovy ceny za ekonomii v oblasti 
podnikových financí, zejména v oblasti teorie portfolia. Jeho model předpokládá následující 
vstupní data. 
 
n … velikost investičního souboru, počet investic nebo projektů, do kterých lze 
investovat  
vij … podíl výnosu z akcie i-tého projektu (elementu investičního souboru) za rok j ku 
střednímu kurzu této akcie za rok j 
M … velikost prostředků k investování, na rozdíl od přístupu v této práci počítá tento 
model s jejich plným využitím 
 
Předpoklady:  
Investice do žádné akcie nesmí být záporná. 
Jsou k dispozici údaje o výnosech a kurzech akcií všech možných investic za 
posledních T let. 
 
Z výše uvedených vstupních dat se dále spočítají následující hodnoty. 
 
 mi … výše výnosu z jedné investované peněžní jednotky v i-té investici 
 
  mi  = (vi1  +  vi2 + … +  viT) / T 
 
  si … riziko i-té investice je dáno rozptylem výnosů z daných akcií, odhad tohoto         
 rozptylu si je dán následujícím vzorcem 
 
  si  = ((vi1  - mi) 2 + (vi2  - mi) 2 + … + (viT  - mi) 2) / T 
 
xi … nechť je objem investic do i-té akcie, potom musí platit 
 
 M
  
= x1  +  x2 + … +  xn 
  
          To znamená, že budou investovány všechny finanční prostředky v množství M. 
 
 Očekávaný čistý zisk je dán funkcí: 
 
  x1 m1  + x2 m2  + … + xn mn 
 
  
W … maximum uvedené funkce očekávaného zisku 
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Rozptyl z proinvestované částky M je dán funkcí (funkce vyjadřující riziko investic) 
 
  x1
2 
s1  + x2
2 
s2  + … + xn
2
 sn 
 
 
w … minimum uvedené funkce rozptylu 
  
Cílem je určit takové hodnoty xi, aby byla maximalizována funkce očekávaného čistého zisku 
a zároveň minimalizována funkce rozptylu z proinvestované částky. Minimalizování funkce 
zmíněného rozptylu znamená snižování rizika zvolených investic. V tomto modelu je získání 
optimálního řešení realizováno maximalizací rozdílu funkcí očekávaného zisku a rozptylu 
investic. Protože očekávaný zisk je uveden v peněžních jednotkách a rozptyl v kvadratických 
odchylkách peněžních jednotek, jsou obě funkce vyděleny svým maximem, respektive 
minimem. Tím jsou obě převedeny do srovnatelných jednotek. 
 Výsledné optimální portfolio investic (xi) je získáno maximalizací následujícího 
rozdílu. 
 
(1 - α)[(x1 m1  + x2 m2  + … + xn mn) / W ] - α[( x12 s1  + x22 s2  + … + xn2 sn) / w] 
 
Koeficient α je koeficient investiční opatrnosti. Je to zvolené číslo z intervalu 1,0 . Je-li 
α = 0, pak je maximalizován zisk bez ohledu na hodnotu rizika, je-li α = 1, minimalizuje se 
riziko bez ohledu na výši zisku. 
 Jak je vidět, tento model obsahuje metody jak pro samotné ohodnocení vstupních 
aktiv tak pro určení optimálního portfolia. Dalšími odlišnostmi od přístupu v této práci jsou: 
plné využití finančních prostředků a minimalizace rizika. Naopak v předkládané práci 
představují dostupné finanční prostředky (rozpočet) maximálně přípustnou cenu portfolia a 
hodnota riskantnosti výsledného portfolia je v této práci shora omezená nikoliv 
minimalizována. 
 
3.2 Rozšíření Markowiczova modelu 
Jedním z možných rozšířením Markowiczova modelu je zavedení omezenosti na mohutnost 
portfolia [3]. Z toho důvodu jsou do modelu přidány následující proměnné a omezující 
podmínky. 
 
 K … požadovaný počet elementů v portfoliu (počet druhů investic) 
   εi … minimální objem investic pro realizaci i-tého projektu (elementu    potenciálního 
investičního souboru) 
δi … maximálně přípustný objem investic do i-tého projektu 
zi   =   1  pokud je i-tý projekt (investice) realizován 
     =   0  všechny ostatní případy 
 
Nově přidané omezující podmínky: 
 
Kz
n
i
i =∑
=1
 
εi zi  ≤  xi, ≤  δi zi i = 1,…,n 
zi ∈ {0,1}  i = 1,…,n 
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Dalším možným rozšířením je omezení na realizaci investic z dané třídy. Toto rozšíření 
předpokládá rozdělení položek v potenciálním investičním souboru do tříd podle charakteru 
investic nebo podle jiných specifických kritérií. Po specifikaci tříd jsou zavedeny do modelu 
následující údaje. 
 
 Γt  t = 1,…,T  třídy investic, které jsou navzájem disjunktní (Γi ∩ Γj = ∅, i≠j) 
 T   počet tříd 
 Li   minimálně přípustný objem investic do i-té třídy 
 Ui   maximálně přípustný objem investic do i-té třídy 
 
Nově přidaná omezující podmínka: 
 
Lt  ≤ ∑
Γ∈ t
i
i
x
 
≤  Ut t = 1,…,T 
  
 
3.3 Způsoby ohodnocení výtěžku a rizika portfolia 
Při optimalizaci portfolia akcií, lze použít níže uvedený vzorec pro určení výnosu zvoleného 
portfolia [1].  
 
NPV =  −I + *
0
∑
=
n
i
iixS  
 
 Vysvětlivky: 
 
NPV … (Net Present Value) čistá současná hodnota 
  I … celkové náklady (cena) investic 
 Si … výnos z jedné akcie i 
 xi*… množství akcií i v daném portfoliu 
 n … počet druhů akcií (velikost investičního souboru z Markowiczova 
                       modelu) 
 
Na rozdíl od přístupu v této práci, kde se riziko portfolia rovná součtu riskantností 
jednotlivých projektů v daném portfoliu, je možné vyjádřit riziko portfolia hodnotou ztráty, 
která s určitou pravděpodobností při uskutečnění daného portfolia může nastat. Za tímto 
účelem jsou používány veličiny VaR a CVar. 
VaR představuje maximální možnou ztrátu z portfolia za danou dobu při pevné 
hladině spolehlivosti (parametr β). Tudíž je náhodná ztráta s velkou pravděpodobnosti menší 
než VaR. Nechť je definována funkce g následujícím předpisem: 
 
g(x, r)  … funkce určující ztrátu z portfolia x při náhodném výnosu r 
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Potom je VaR definováno následovně. 
 
VaR(x, β) = min{z ∈ R | P[g(x, r) ≤ z] ≥ β} 
(β se často volí jako 95% nebo 99%) 
 
Vysvětlivky: 
 
 R … obor reálných čísel 
 P[X] … pravděpodobnost jevu X 
 
Nedostatkem veličiny VaR je, že nevypovídá nic o závažnostech ztrát větších než VaR. Proto 
se také zavádí další veličina CVaR. CVaR je nazývána jako podmíněná střední hodnota ztrát 
větších než VaR. 
 
CVaR(x, β) = E[g(x, r) | g(x, r) ≥ VaR(x, β)] 
 
Platí:  VaR(x, β) ≤ CVaR(x, β) 
 
Poznámky: 
Portfolia s malým CVaR mají nutně malé VaR. 
E … střední hodnota 
 
3.4 Rozhodovací stromy 
Dalším často používaným modelem jsou rozhodovací stromy [2]. Rozhodovací stromy jsou 
používány především pro modelování na sobě navazujících rozhodnutí o vedení 
vícefázových projektů.  
 Tyto stromy jsou grafy skládající se z uzlů a hran. Uzly jsou dvojího typu: 
rozhodovací a situační. Rozhodovací uzly představují fáze rozhodovacího procesu vedení 
jednotlivých projektů (většinou se jedná o volbu pokračování či nepokračování daného 
projektu do další fáze). Situační uzly představují vedlejší alternativy, které s určitou 
pravděpodobností mohou nastat. Tyto náhodné (stochastické) alternativy tvoří úplnou 
soustavu jevů, proto součet pravděpodobností jejich výskytu musí být roven jedné. Příkladem 
takového situačního uzlu může být pravděpodobnost poklesu nebo nárůstu poptávky (tudíž 
i výnosu) daného projektu. Hrany symbolizují činnost podle předchozího rozhodnutí. 
Z každého uzlu musí vést minimálně dvě hrany, v opačném případě je takový uzel ve stromě 
zbytečný. 
 Při zobrazování těchto stromů (viz obr. 1) je často použito konvence, která říká, že 
situační uzly mají být zobrazeny kolečkem a rozhodovací uzly čtverečkem. 
 Pro určení optimální strategie vedení projektů je nutné ohodnotit jednotlivé uzly 
následujícím způsobem. Pro rozhodovací uzly se určí jejich poziční hodnoty. Poziční 
hodnota je rovna maximu (při maximalizaci výnosu) nebo minimu (při minimalizaci 
nákladů) z ocenění všech variant vycházejících z daného uzlu.  
 Všechny situační uzly jsou ohodnoceny jistotním ekvivalentem. Tento ekvivalent je 
většinou roven střední hodnotě veličiny, která je přiřazena náhodným variantám 
vycházejících z tohoto uzlu. Tato střední hodnota je rovna součtu jednotlivých hodnot 
vycházejících z daného uzlu vynásobených svojí příslušnou pravděpodobností. Jistotní 
ekvivalent lze počítat i jiným způsobem než jenom střední hodnotou, záleží na zadaném 
vztahu k riziku. 
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Všechna tato ohodnocení je nutné provést od konce stromu k jeho začátku. Potom lze zvolit 
optimální strategii výběrem cesty v grafu s nejvyššími hodnotami uzlů. 
 
 
    obr.1 rozhodovací strom [2] 
 
3.5 Dynamické programování 
V předkládané práci je pro výběr optimálního portfolia navržena metoda stojící zejména na 
řešení celočíselné úlohy lineárního programování (viz kapitola 4.2). Možnou alternativou 
k této metodě je použití dynamického programování [5].  
 Dynamickým programováním se rozumí takový postup, kdy zadaná úloha je nejprve 
řešena pro zadání menší velikosti vstupních dat a pak nalezená řešení jsou zkombinována 
dohromady pro získání řešení původní úlohy. 
Při použití dynamického programování lze využít stejných zpracování vzájemně 
závislých projektů a projektů tvořících mandatorními závislostmi orientovanou kružnici jako 
při použití algoritmu navrženém v této práci (viz kapitoly 4.2.2 a 4.2.4). Pro zpracování 
zbylých závislostí je možné použít následujícího postupu.  
Projekty jsou rozděleny do takových skupin, že projekty v jedné skupině jsou spolu 
navzájem provázány nějakými závislostmi. Zároveň nesmí existovat závislost mezi projekty 
z různých skupin. Z množiny projektů patřících do stejné skupiny je nutné vytvořit všechny 
možné podmnožiny, které mohou být uskutečněny bez porušení jakékoliv vstupní omezující 
podmínky. 
Optimální portfolio je poté určeno algoritmem, který postupně prozkoumává všechny 
realizovatelné (s ohledem na dodržení veškerých omezujících podmínek) kombinace složení 
portfolia z jednotlivých podmnožin z vytvořených skupin projektů. Z každé vytvořené 
skupiny projektů může být ve výsledném portfoliu nejvýše jedna určená podmnožina 
projektů z dané skupiny. Optimální portfolio je potom taková kombinace, která dosahuje 
nejvyššího zisku. 
Pokud byla vytvořena pouze jedna skupina projektů, je nutné vytvořit všechny 
realizovatelné podmnožiny ze vstupních projektů. Optimálním portfoliem je potom 
podmnožina s nejvyšším ziskem. Tento případ nastává, pokud jsou všechny vstupní projekty 
vzájemně provázány vztahy. 
Pro lepší pochopení využití dynamického programování v optimalizačních úlohách 
lze použít uvedenou literaturu [5]. 
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3.6 Shrnutí alternativních přístupů 
Mnoho prací zabývajících se problematikou optimalizace portfolia často nabízí mnoho metod 
k samotnému ohodnocení vstupních investic. Oproti tomu tato práce předpokládá, že všechna 
vstupní ohodnocení jsou již dána, a tudíž se věnuje pouze aspektu samotného výběru 
portfolia. 
 Pro většinu prací také platí, že vycházejí nebo rozšiřují Markowiczův model, např. 
o korelace výnosů apod. 
Alternativní metodou k metodě navržené v předkládané práci pro výběr optimálního 
portfolia nad stejným typem vstupních dat je dynamické programování. 
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4 Algoritmus výběru optimálního portfolia 
V této kapitole je popsán algoritmus pro výběr optimálního portfolia navržený v rámci této 
práce. Definice optimálního portfolia byla uvedena v kapitole 2.4. 
 
4.1 Vstupní data algoritmu 
Navržený algoritmus pro výběr optimálního portfolia předpokládá s níže uvedeným výčtem 
vstupních dat. Tato data musí splňovat veškerá požadovaná kritéria popsaná v kapitole 2. 
 
• množina vstupních ohodnocených projektů (viz kapitola 2.1) 
• nadefinované vztahy mezi vstupními projekty (viz kapitola 2.2) 
• definice omezujících podmínek (viz kapitola 2.3) 
 
Množina všech vstupních projektů je dále v textu označována jako plán (vstupních) projektů. 
 
Při podrobném rozboru jednotlivých kroků algoritmu je pro jejich snadnější pochopení 
vyobrazeno několik schémat vztahů mezi projekty. V těchto schématech jsou jednotlivé 
druhy vztahů vyobrazeny následujícím způsobem. 
              
 
              Mezi X a Y je vzájemná závislost. 
 
 
                    Mezi X a Y je exkluzivní závislost. 
 
 
                                            Y je mandatorním projektem projektu X. 
 
     zisk (risk) 
   Projekt X podporuje zisk (nebo riziko) projektu Y. 
 
 
 
Příklad 1:(definování exkluzivních závislostí) 
Nechť projekt X je v exkluzivní závislosti s projekty V, Y, Z. 
Nechť projekt Y je v exkluzivní závislosti s projektem Z. 
 
 
 
 
 
 
 
 
 
 
 
X Y
X Y
X Y
V
Z 
X Y
X Y
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4.2 Algoritmus výběru optimálního portfolia 
Navrhovaný algoritmus výběru optimálního portfolia pracuje v níže uvedených krocích. 
 
I. vytvoření umělých projektů představujících podporování zisku nebo riskantnosti 
nějakého projektu realizací jiných projektů 
 
II. nahrazení vzájemně závislých projektů jedním umělým projektem 
 
   Pokud nový projekt představuje závislostní konflikt nemůže být začleněn do 
   výsledného portfolia, a tudíž s ním další výpočet nepracuje. 
 
III. odstranění projektů se závislostními konflikty mezi mandatorními projekty 
 
IV. nahrazení projektů, jejichž vzájemné mandatorní závislosti tvoří orientovanou 
kružnici, jedním novým umělým projektem 
 
V. použití jedné z uvedených metod pro výběr optimálního portfolia z plánu projektů 
upraveného předchozími kroky algoritmu 
 
• Metoda větví a mezí pro řešení úlohy ILP 
• Hladový algoritmus prohledávající  pouze nejslibnější větev výpočtu ze všech 
možných přípustných řešení 
• Dvoufázová simplexová metoda se zaokrouhlováním rozhodovacích 
proměnných 
 
Bližší popis jednotlivých kroků je uveden v následujících kapitolách. V textu popisující 
algoritmus se často uvádí pojem „umělý“ projekt, takový projekt buď představuje několik 
původních projektů, nebo vzniká z důvodu reprezentování podpory zisku nebo riskantnosti 
(viz kapitola 4.2.1). 
 Kroky I-IV slouží k tomu, aby do poslední fáze algoritmu vstupovalo co nejméně 
projektů. Tyto kroky slouží ke zjednodušení úlohy předběžným vyřazením projektů, které 
nemohou být realizovány bez porušení nějakého vztahu, a nahrazením více projektů jedním. 
Zavedené vztahy mezi nahrazovanými projekty musí tvořit abstrakci jediného projektu, jenž 
je nahrazuje (viz kapitoly 4.2.2 a 4.2.4). 
 
4.2.1 Zpracování podporujících projektů 
První krok algoritmu pro nalezení optimálního portfolia spočívá ve vytvoření nových 
projektů představujících podporování nějakého projektu jiným. Pro každý projekt, jehož zisk 
nebo riskantnost podporují jiné projekty, je vytvořen nový projekt představující podporu pro 
daný atribut. Každý tento nový projekt má všechny číselné atributy nulové s výjimkou 
atributu, jehož podporování reprezentuje. Takový atribut je roven definovanému bonusu 
k původnímu projektu. Navíc nově vytvořený projekt bude mít mandatorní projekty právě ty, 
které jsou uvedeny jako podporující daný atribut a navíc bude mít i mandatorní závislost na 
daný podporovaný projekt. Jiné závislosti mít nebude. 
 Tato úprava vstupního plánu správně reprezentuje podporující vztahy mezi projekty, 
neboť realizace nově vytvořeného projektu výše uvedeným postupem nijak nezatěžuje 
vstupní omezující podmínky. To je způsobeno jeho nulovou hodnotou nákladů a nulou nebo 
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zápornou hodnotou rizika. Realizace takového projektu nezatěžuje ani omezení na mohutnost 
portfolia, protože tato realizace není započítána do mohutnosti vybraného portfolia 
(viz kapitola 4.2.5). Díky nezatěžování omezujících podmínek představuje větvení, 
hladového algoritmu nebo algoritmu větví a mezí, nad takovým projektem rozhodnutí o 
realizování všech podporujících projektů současně s podporovaným projektem. To je 
zapříčiněno vzniklými mandatorními závislostmi na tyto projekty.  
Samozřejmě na takto vzniklé projekty nejsou závislé žádné jiné, proto nejsou 
v dalších krocích II a IV dále zpracovávány. 
Pokud výsledná rozhodovací proměnná přidělená k projektu reprezentující podporu 
zisku nebo riskantnosti je rovna jedné, potom daný projekt, jehož podpora byla tímto 
způsobem modelována, získá daný bonus k patřičnému atributu. 
Tento krok algoritmu je proveden v lineárním čase O(n), kde n značí počet vstupních 
projektů. Lineární složitost tohoto kroku je dána tím, že na jeho provedení stačí jednou 
postupně projít všechny vstupní projekty. 
 
Formální zápis zpracování podporujících závislostí: 
 
 ∀ Projekt | mající podporovaný atribut (zisk nebo risk) projekty {y1,…, ym}: 
• nechť hodnota podpory je K 
• vytvoř  NovýProjekt | výtěžek, náklady, risk = 0, ∀ závislosti = ∅ 
• přiřaď NovýProjekt.podporovaný_atribut = K  
• přiřaď NovýProjekt.mandatorní_projekty = Projekt + {y1,…, ym} 
• přidej NovýProjekt do vstupního plánu projektů 
 
Poznámka: 
podporovaný_atribut ∈ {výtěžek, risk} 
 
 
Správnost zpracování podporujících závislostí: 
 
Podporování zisku z i-tého projektu je formálně definováno takto: 
 
∏
=
+
im
j
i
jiiii xxKziskx
1
  výsledný čistý zisk z i-tého projektu 
 
NovýProjekt, vytvořený výše popsaným postupem pro podporování i-tého projektu, 
má čistý zisk iK a jeho mandatorními projekty jsou { iy1 ,…, imy } a i-tý projekt. Proto 
NovýProjekt  může být realizován pouze za podmínky, že xi = 1 a ix1 =1,…, imx =1. 
Což je stejná podmínka pro přičtení bonusu iK  k zisku z i-tého projektu ve formální 
definici. 
Obdobně by byla ukázána správnost v případě podporování riskantnosti 
projektu. 
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Vysvětlivky: 
 
 xi … rozhodovací proměnná i-tého projektu 
 zisk
 i … čistý zisk z i-tého projektu 
iK … hodnota (bonus) ke zvýšení zisku z i-tého projektu, iK > 0 
Pokud zvýšení zisku z i-tého projektu není definováno, je iK = 0. 
 { iy1 ,…, imy }…projekty podporující zisk z i-tého projektu 
{ ix1 ,…, imx }… rozhodovací proměnné projektů podporujících zvýšení zisku z 
 i-tého projektu 
i
m … počet projektů podporujících zvýšení zisku z i-tého projektu 
 
 
Příklad 2: (vznik pomocných projektů reprezentujících podporování atributů) 
Nechť zisk z projektu X je podporován projekty Y a Z hodnotou 20 a nechť je 
riskantnost projektu X podporována projektem U hodnotou -10. 
 
 
            
 
 
 
 
Potom vzniká nový projekt A s nulovou hodnotou nákladů a rizika a s výtěžkem 20. 
Jeho mandatorními projekty budou X,Y a Z. Jiné závislosti mít nebude. Dále vzniká 
další projekt B s hodnotou rizika –10 a s nulovými ostatními atributy. Jeho 
mandatorními projekty budou U a X, jinak opět jiné závislosti mít nebude. 
 
 
 
 
 
 
 
 
 
 
  zisk 
risk 
zisk 
XY
U
Z 
XY
U
Z 
A
B 
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4.2.2 Zpracování vzájemných závislostí 
Projekty, které jsou ve vzájemné závislosti, jsou nahrazeny novým umělým projektem. Tento 
nový projekt v sobě nese informace o všech nahrazovaných projektech a jeho hodnoty 
číselných atributů jsou rovny součtu jednotlivých hodnot nahrazovaných projektů. 
 Vnořené projekty v uměle vytvořeném již nemohou být ve vzájemné závislosti 
s projektem, který by nebyl součástí daného umělého projektu. Toto tvrzení je pravdivé, 
jelikož vzájemná závislost je tranzitivní relace. Proto s každým vnořeným projektem musí 
být součástí daného umělého projektu i projekty patřící s ním do tranzitivně vzájemné 
závislosti (viz příklad 3). 
 Pokud vnořený projekt má nadefinované nějaké exkluzivní nebo mandatorní 
závislosti, potom tyto závislosti přebírá i daný umělý projekt. Výjimkou ovšem je, pokud se 
jedná o závislost na vnořený projekt ve stejném umělém projektu. Je-li to mandatorní 
závislost, tak se již dále neuvažuje, protože je automaticky splněna vzájemnou tranzitivní 
závislostí (viz příklad 3 - mandatorní závislost mezi projekty Y a Z). 
V případě exkluzivní závislosti dochází tzv. k závislostnímu konfliktu, poněvadž 
projekt, jenž je v exkluzivní závislosti s projektem, se kterým je zároveň v tranzitivní 
vzájemné závislosti, nemůže být realizován bez porušení jedné z uvedených závislostí. Tudíž 
se takové projekty nemohou vyskytovat ve výsledném portfoliu, a proto jsou odstraněny ze 
vstupního plánu. Ukázka takového konfliktu je vyobrazena v příkladu 4.  
Samozřejmě pokud existuje projekt, jehož libovolný mandatorní projekt byl odstraněn 
z výše uvedeného důvodu, potom je také odstraněn ze vstupního plánu, neboť nemůže být 
realizován. 
Po zpracování veškerých vzájemných závislostí musí být upraveny mandatorní 
a exkluzivní závislosti všem projektům v aktuálním plánu. Tato úprava spočívá v tom, že 
pokud je na nějaký vnořený projekt závislost je tato závislost aplikována (přesměrována) na 
daný umělý projekt. V příkladě 3 je tato úprava znázorněna na mandatorní závislosti projektu 
T na projekt U. 
Složitost tohoto kroku algoritmu je O(n+n2). Lineární složitost je dána tím, že ke 
každému vstupnímu projektu jsou zjištěny vzájemně závislé projekty (i tranzitivně). Úprava 
mandatorních a exkluzivních závislostí v plánu projektů po nahrazení všech vzájemných 
závislostí vyžaduje kvadratickou časovou složitost. 
 
Formální zápis zpracování vzájemných závislostí: 
 
Vytvoř disjunktní množiny X1,…,Xn | Xi obsahuje vzájemně závislé (i tranzitivně) 
 projekty, ∀i = 1,…,n 
 ∀ Xi |  ||Xi|| > 1, ∀i = 1,…,n : 
• vytvoř  NovýProjekt 
• přiřaď NovýProjekt.výtěžek = ∑
∈ iXprojekt
výtěžek.projekt   
• přiřaď NovýProjekt.náklady = ∑
∈ iXprojekt
náklady.projekt   
• přiřaď NovýProjekt.risk = ∑
∈ iXprojekt
risk.projekt   
• přiřaď  
NovýProjekt.mandatorní_projekty = U
iXprojekt
projektymandatorní.projekt
∈
_  
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• přiřaď  
NovýProjekt.exkluzivní_projekty = U
iXprojekt
projektyexkluzivní.projekt
∈
_  
• Pokud NovýProjekt neobsahuje závislostní konflikt, je přidán do vstupního 
plánu projektů. 
• odstraň ∀ závislosti z NovýProjekt.mandatorní_projekty na projekt ∈ Xi 
• ∀ mandatorní a exkluzivní závislosti projektu ∉ Xi  na projekt ∈ Xi 
přesměruj na NovýProjekt, pokud ale NovýProjekt obsahuje závislostní 
konflikt, tak exkluzivní závislost zruš, nebo v případě mandatorní 
závislosti šetřený projekt ∉ Xi označ jako nerealizovatelný (odstraň z plánu 
projektů) 
• odstraň ze vstupního plánu projektů ∀ projekt| projekt ∈ Xi 
 
Správnost zpracování vzájemných závislostí: 
 
∀ vzájemně závislé projekty platí: 
 
0=− ji xx  i-tý a j-tý projekt jsou vzájemně závislé  
      (xi a xj jsou rozhodovací proměnné i-tého a j-tého projektu) 
 
Pokud x1,…,xn jsou rozhodovací proměnné vzájemně závislých (i tranzitivně) 
projektů, potom musí platit x1 =1,…,xn =1, nebo x1 =0,…,xn =0. Z toho důvodu lze 
tyto projekty nahradit jedním. 
 
 
Příklad 3: (vznik umělého projektu) 
 Nechť je dáno následující schéma závislostí mezi projekty. 
  
 
 
 
 
Potom umělý projekt vytvořený z výše uvedeného schématu pro odstranění 
vzájemných závislostí bude následující. 
 
 
 
 
 
VU X Y
Z N
O
L 
 
UVXYZ 
O
N
L 
T 
T 
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Příklad 4: (konflikt závislostí) 
V níže uvedeném schématu nebudou projekty U, V, X a Y vybrány do portfolia, 
protože obsahují závislostní konflikt mezi exkluzivní závislostí projektů X a Y 
a jejich tranzitivní vzájemnou závislostí přes projekt V. 
 
 
 
 
 
 
4.2.3 Odstranění projektů s nekonzistentními mandatorními projekty 
Ze vstupního plánu jsou také odstraněny projekty, jejichž nějaké dva mandatorní projekty 
jsou spolu v exkluzivní závislosti. Takové projekty samozřejmě nemohou být realizovány 
současně se všemi svými mandatorními projekty bez porušení výše uvedeného exkluzivního 
vztahu.  
Časová složitost tohoto odstranění projektů je O(n2), protože probíhá v postupném 
procházení všech projektů v aktuálním plánu s následující uvedenou operací. Při nalezení 
projektu, jehož nějaký mandatorní projekt (i tranzitivně) již není v aktuálním plánu nebo 
nějaké dva jeho mandatorní projekty (i tranzitivně) jsou spolu v exkluzivní závislosti, je tento 
projekt odstraněn a procházení plánu začíná od začátku. 
 
Formální zápis odstranění projektů s nekonzistentními mandatorními projekty: 
 
∀ projekt ve vstupním plánu urči množinu X obsahující mandatorní (i tranzitivně) 
projekty daného projektu 
 
• pokud ∃ projekti, projektj pro i ≠ j | 
   projekti ∈ X  ∧  projektj ∈ X  ∧ projekti, projektj jsou exkluzivně závislé  
 
• potom: 
odstraň projekt ze vstupního plánu projektů z důvodu nekonzistence    
mandatorních projektů 
 
Správnost odstranění projektů s nekonzistentními mandatorními projekty: 
 
Nechť i-tý projekt má mandatorní j-tý a k-tý projekt, které jsou v exkluzivní 
závislosti. 
 
xi − xj  ≤  0  j-tý projekt je mandatorním pro i-tý projekt 
xi − xk ≤  0  k-tý projekt je mandatorním pro i-tý projekt  
xj + xk ≤  1  j-tý a k-tý projekt jsou exkluzivně závislé 
   (xi  je rozhodovací proměnná i-tého projektu) 
 
Z těchto nerovnic je patrné, že aby i-tý projekt mohl být realizován musí xj = xk = 1. 
Což by porušilo třetí nerovnici, tudíž i-tý projekt nemůže být realizován. 
VU X
Y
 23
Příklad 5: (odstranění projektů s nekonzistentními mandatorními projekty) 
 
 
 
 
V tomto případě nemohou být projekty U a V uskutečněny, neboť jejich mandatorní 
projekty Y a Z jsou spolu v exkluzivní závislosti. Proto budou projekty U a V 
odstraněny ze vstupního plánu. 
 
4.2.4 Nahrazení projektů tvořících orientovanou kružnici z mandatorních 
závislostí 
Pokud se ve vstupním plánu projektů vyskytují projekty, jejichž mandatorní závislosti 
schématicky tvoří orientovanou kružnici, potom jsou nahrazeny jedním nově vytvořeným 
umělým projektem. Toto nahrazení probíhá stejným způsobem jako v kapitole 4.2.2 (viz 
příklad 6). Opět tedy nově vytvářený umělý projekt přebírá exkluzivní a mandatorní 
závislosti od projektů, které nahrazuje. V tomto případě již nemůže dojít ke konfliktům mezi 
závislostmi, protože ty byly odstraněny v předchozím kroku algoritmu. 
 Správnost toho nahrazení lze ukázat na skutečnosti, že projekty tvořící svými 
mandatorními závislostmi orientovanou kružnici jsou vlastně spolu ve vzájemné závislosti. 
Vzájemná závislost je totiž fakticky symetrická mandatorní závislost, což orientovaná 
kružnice jistě splňuje díky tranzitivitě této relace. Správnost nahrazení vzájemně závislých 
projektů jedním byla ukázána v kapitole 4.2.2. 
 
       
= 
 
 
Algoritmus použitý pro nalezení orientované kružnice pracuje v postupném odebírání 
projektů nemajících žádnou mandatorní závislost. S odebráním každého projektu se následně 
zruší i všechny mandatorní závislosti na daný projekt. Po skončení algoritmu zůstanou ve 
vstupním plánu pouze projekty, které jsou součástí nějaké orientované kružnice. Následně již 
stačí zjistit, se kterými projekty je v mandatorní závislosti daný projekt. Takto získaná 
množina projektů musí jistě tvořit orientovanou kružnici ze svých mandatorních závislostí, a 
tudíž projekty v ní obsažené jsou nahrazeny umělým.  
Časová složitost tohoto kroku algoritmu je O(n2) (složitost prvního níže uvedeného 
cyklu). 
 
 
 
 
 
 
 
 
V
Y
X
Z U
VU VU
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Formální popis algoritmu pro nalezení orientované kružnice z mandatorních závislostí: 
 
 while ∃ projekt | projekt.mandatorní_projekty = ∅ do 
odstraň projekt a zruš všechny mandatorní závislosti na něj 
 end while 
 
 while ∃ projekt (libovolný neodstraněný), označme ho A 
vytvoř množinu X složenou z mandatorních (i tranzitivně) projektů projektu A 
vytvoř NovýProjekt z {projekt A} ∪ X způsobem popsaným v kapitole 4.2.2 
odstraň {projekt A} ∪ X 
end while 
 
Správnost nahrazení projektů tvořících orientovanou kružnici z mandatorních závislostí: 
 
Nechť i-tý, j-tý a k-tý projekt tvoří svými vzájemnými mandatorními závislostmi 
orientovanou kružnici. 
 
xi − xj  ≤  0  j-tý projekt je mandatorním pro i-tý projekt 
xj − xk ≤  0  k-tý projekt je mandatorním pro j-tý projekt 
xk − xi ≤  0  i-tý projekt je mandatorním pro k-tý projekt 
   (xi  je rozhodovací proměnná i-tého projektu) 
 
Aby výše uvedené nerovnice byly splněny, musí platit xi = xj = xk = 1, nebo 
xi = xj = xk = 0. Z toho je patrné, že dané projekty jsou vlastně ve vzájemné závislosti, 
a tudíž je lze nahradit jedním projektem (viz kapitola 4.2.2). Je zřejmé, že toto tvrzení 
platí pro libovolný počet projektů orientované kružnici z mandatorních závislostí. 
 
 
Příklad 6: (nahrazení orientovaných kružnic z mandatorních závislostí) 
 Nechť je dáno následující schéma projektů: 
 
 
 
 
 
 
Potom mandatorní závislosti mezi projekty V,X,Y,Z tvoří orientovanou kružnici, 
a proto budou tyto projekty nahrazeny novým umělým projektem. 
 
 
 
 
 
 
X Y
V Z 
N
O
 
VXYZ 
N
O
U
U
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4.2.5 Řešení základní úlohy lineárního programování 
Posledním krokem algoritmu je vybrat takové projekty, které splňují všechny vstupní 
omezující podmínky a zároveň jejich realizace vede k maximálnímu čistému zisku. Za tímto 
účelem jsou v této práci navrženy následující tři alternativní postupy. 
 
• Metoda větví a mezí pro řešení úlohy ILP 
• Hladový algoritmus prohledávající  pouze nejslibnější větev výpočtu ze všech 
možných přípustných řešení 
• Dvoufázová simplexová metoda se zaokrouhlováním rozhodovacích 
proměnných 
 
Každá z těchto metod stojí na vyřešení následující úlohy lineárního programování [4, 5, 6]. 
Pro modelování úlohy LP je použito rozhodovacích proměnných definovaných v kapitole 
2.4. Tyto proměnné jsou bivalentní, což znamená, že mohou nabývat pouze dvou hodnot, a to 
v tomto případě 1 nebo 0. Pokud rozhodovací proměnná xi je rovna 1, potom je i-tý projekt (v 
aktuálním plánu) zařazen do portfolia, v opačném případě není.  
Úloha LP je v navrhovaném algoritmu řešena simplexovou metodou [4, 6] a je 
modelována následujícím předpisem. 
 
Maximalizovat Z = ∑
=
n
i
ii ziskx
1
 
Za podmínek  rozpočetnákladyx
n
i
ii ≤∑
=1
 
rizikamírapřípustnámax.riskx
n
i
ii ≤∑
=1
 
projektůýchpodporovanpočetmax.Tx i
n
i
i ≤∑
=1
 
   portfolia)(mohutnost  
 
1≤+ ji xx  podmínka exkluzivní závislosti mezi i-tým a j-tým    
projektem 
0≤− ji xx  j-tý projekt je mandatorním pro i-tý projekt 
1≤∀ ix  
0≥∀ ix  
 
 
 
 26
Vysvětlivky: 
n … aktuální počet vstupních projektů pro úlohu LP 
zisk
 i … čistý zisk z i-tého projektu (viz kapitola 2.1) 
náklady i … náklady (cena) na realizaci i-tého projektu 
risk i … risk (riskantnost při realizování) i-tého projektu 
xi … bivalentní rozhodovací proměnná 
Ti … Tato proměnná je rovna 0, pokud i-tý projekt představuje podporování 
 zisku nebo riskantnosti nějakého projektu.  Pokud i-tý projekt je tzv. 
 umělý, který nahradil několik  původních projektů, potom je tato 
 proměnná rovna počtu právě takto  nahrazených projektů. 
   V jakémkoliv jiném případě je proměnná Ti rovna 1. 
 
4.2.6 Řešení úlohy ILP metodou větví a mezí 
Řešení výše uvedené úlohy LP zaručuje pouze hodnoty rozhodovacích proměnných 
z uzavřeného intervalu 1,0 . Rozhodovací proměnná však smí nabývat pouze dvou hodnot 
0 nebo 1. Toho lze dosáhnout řešením úlohy celočíselného lineárního programování. 
 Úlohy celočíselného lineárního programování lze zařadit mezi speciální úlohy 
lineárního programování (LP). Jedná se o standardní úlohy LP, které jsou však doplněny o 
podmínky celočíselnosti, které zabezpečují, aby všechny (ILP) nebo jen některé (MILP) 
výsledné proměnné nabývaly pouze celočíselných hodnot. Metody řešící celočíselné úlohy 
lineárního programování se dělí do následujících tří skupin. Jsou to metody sečných nadrovin 
(Gomoryho algoritmus), kombinatorické a speciální metody. V současné době jsou však 
v programových systémech používány z důvodu vyšší efektivnosti především metody větví a 
mezí (branch and bound), které patří mezi kombinatorické algoritmy [4]. Z toho důvodu je i 
v rámci této práce použita při výběru optimálního portfolia výše zmíněná metoda větví a 
mezí. K bližšímu seznámení se zbylými metodami řešící úlohy ILP pak může posloužit 
literatura zmíněná v závěru. 
Navržený algoritmus větví a mezí funguje na principu prohledávání do hloubky 
(depth-first search). Použití principu prohledávání do hloubky znamená, že po nalezení 
prvního přípustného řešení je nutné prohledat i dříve zamítnuté větve výpočtu. Dříve 
zamítnuté větve výpočtu jsou prohledány jen takové, jejichž odhadovaný zisk je vyšší než 
zisk z doposud nejlepšího nalezeného přípustného řešení (viz níže). Podrobný popis 
jednotlivých kroků algoritmu je uveden zde. 
 
I. Vyřešení počáteční úlohy 
 
Nejprve se za daných vstupních omezujících podmínek vyřeší úloha lineárního 
programování uvedená v kapitole 4.2.5. Pokračuje se krokem II. 
 
II. Kontrola získání celočíselného řešení 
 
Pokud po skončení naposledy vyřešené úlohy LP vyšly všechny rozhodovací 
proměnné celočíselné, bylo nalezeno přípustné řešení a pokračuje se bodem VI. 
V opačném případě pokračuje metoda bodem III. 
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III. Odstranění nerealizovatelných projektů 
 
Ze vstupního plánu projektů jsou odstraněny všechny projekty, které nemohou být 
realizovány z důvodu, že by jejich realizace vedla k porušení podmínky omezující 
celkové náklady, riskantnost nebo mohutnost výsledného portfolia. Pokračuje se 
bodem IV. 
 
IV. Modelace větvení 
 
V dalším kroku nastává „větvení“ výpočtu tím, že je nalezena první  neceločíselná 
rozhodovací proměnná. Následné dvě větve výpočtu, mezi kterými se bude dále 
rozhodovat, po které z nich bude výpočet pokračovat, tvoří úlohy LP při daných 
vstupních datech. Tyto úlohy se budou od sebe lišit v přidané nové omezující 
podmínce vztahující se k šetřené rozhodovací proměnné. V jedné větvi přibude 
podmínka xi = 0 a ve druhé xi = 1. Díky tomu jedna větev představuje situaci při 
realizaci šetřeného (i-tého) projektu a druhá naopak představuje jeho neuskutečnění. 
Jelikož samotné přidání další podmínky do úlohy LP by obzvláště při větším počtu 
vstupních dat vedlo k zvýšení časové náročnosti výpočtu, je tato procedura řešena 
následujícím způsobem. Nerealizování i-tého projektu je uskutečněno jeho 
odstraněním ze vstupního plánu projektů, který slouží pro modelování následující 
úlohy LP. Zároveň s tímto projektem nemohou být dále realizovány všechny 
projekty, které jsou na něj mandatorně závislé. Všem projektům, které jsou s ním 
v exkluzivní závislosti, je tato závislost odstraněna. Ostatní vstupní data zůstávají 
nezměněná. Naopak realizace i-tého projektu je provedena opět jeho odstraněním ze 
vstupního plánu, ale v tomto případě se již musí patřičně upravit omezení dané úlohy. 
Od rozpočtu se musí odečíst náklady na realizaci šetřeného projektu. Obdobně se 
upraví maximální přípustná míra rizika i omezení na mohutnost portfolia. Úprava 
omezení na mohutnost portfolia je specifická při realizaci umělých projektů (viz 
kapitola 4.2.5 – proměnná Ti). Dále projekty, které jsou s ním v exkluzivní závislosti, 
jsou označeny jako nerealizované, a jsou tudíž také odstraněny z aktuálního plánu. 
Mandatorní závislosti (ve zbylém plánu) na šetřený projekt jsou odstraněny, protože 
realizací šetřeného projektu jsou splněny. Mandatorní projekty šetřeného projektu 
jsou označeny jako vybrané do portfolia (opět s patřičnou úpravou omezujících 
podmínek) a také jsou odstraněny ze vstupního plánu. Dále se pokračuje bodem V. 
 
V. Výběr větve výpočtu 
 
Po vyřešení úloh LP představujících alternativní větve výpočtu se porovnají hodnoty 
účelových funkcí obou větví a rozhodne se o pokračování výpočtu tou z nich, ve které 
účelová funkce nabývá vyšší hodnoty. K hodnotě účelové funkce představující 
realizování šetřeného projektu je ještě nutné přičíst čistý zisk z tohoto projektu a čisté 
zisky ze všech jeho mandatorních projektů odebraných ze vstupního plánu současně 
s šetřeným projektem. Výpočet v nové větvi začíná bodem II tohoto algoritmu. 
 
Úloha LP se řeší pouze pokud patřičný plán není prázdný. Pokud prázdný je, tak 
výpočet v příslušné větvi pokračuje bodem VI. 
 
Pokud je tento krok algoritmu prováděn po nalezení prvního přípustného řešení, a 
tudíž se jedná o prohledávání dříve zamítnuté větve výpočtu, jsou vzniklé dvě větve 
prohledávány pouze v případě, je-li jejich odhadovaný zisk větší než zisk z dosavadně 
 28
nejlepšího získaného řešení. V opačném případě je celá tato větev výpočtu odříznuta a 
již dále neprohledávána. 
 
 
VI. Prohledání dříve zamítnutých větví výpočtu 
 
Pro úplné prohledání celého prostoru všech přípustných řešení se musí také 
prozkoumat dříve zamítnuté větve výpočtu, jejichž hodnota účelové funkce je vyšší 
než zisk z aktuálně nejlepšího přípustného řešení. Větve s menší nebo rovnou 
hodnotou účelové funkce nemá smysl prohledávat, neboť jejich celočíselné přípustné 
řešení jistě nebude vyšší než jejich odhadovaná hodnota bez splnění podmínek 
celočíselnosti všech rozhodovacích proměnných. Heuristika použitá při tomto 
prohledávání spočívá v sestupném seřazení všech (pro danou větev, viz níže) 
zamítnutých větví podle hodnoty jejich účelové funkce. V tomto sestupném pořadí 
jsou větve prohledávány z toho důvodu, že u větve s nejvyšším odhadovaným ziskem 
je nejpravděpodobnější dosáhnutí přípustného řešení s nejvyšším ziskem. Pokud 
výsledná hodnota čistého zisku z portfolia ze zamítnuté větve výpočtu je vyšší než 
dosavadní nejlepší globální řešení, bere se tento nově získaný výsledek za dosavadně 
nejlepší získané řešení. Při prohledávání zamítnutých větví se při každém vyřešení 
úlohy LP zkontroluje, zda-li hodnota aktuální účelové funkce je vyšší než současné 
nejlepší globální řešení. Pokud tomu tak není, daná větev se již dále neprohledává, 
protože v dané větvi nelze dosáhnout vyššího zisku z portfolia než u dosavadně 
získaného nejlepšího portfolia.  
 
Každá zamítnutá větev výpočtu si udržuje vlastní množinu zamítnutých uzlů 
vytvořených při jejím prohledávání. Tato množina je na začátku prohledávání každé 
zamítnuté větve prázdná. Po nalezení prvního přípustného řešení v dané větvi výpočtu 
je množina zamítnutých větví, přidaných do této množiny během prohledávání dané 
větve, postupně prohledávána výše uvedeným postupem. 
 Takto nalezený výsledek je interpretován jako nejvyšší možný zisk z dané 
zamítnuté větve výpočtu. 
 
Výpočet v zamítnuté větvi výpočtu začíná krokem II. 
 
Po prozkoumání všech větví pokračuje algoritmus bodem VII. 
 
VII.  Ukončení algoritmu 
 
V tomto bodě algoritmus končí a přípustné řešení s dosavadně nejvyšší hodnotou 
čistého zisku (účelové funkce) je prohlášeno za optimální portfolio. Pokud žádné 
přípustné řešení nebylo nalezeno, potom při zadaných omezujících podmínkách žádný 
vstupní projekt nemůže být realizován. 
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Příklad 7: (metoda větví a mezí) 
vstup: čtyři projekty s rozhodovacími proměnnými x1 ,x2 ,x3 ,x4  
  
      
 
  
 
                 x3  = 0     x3  = 1 
 
 
 
 
           x2 = 0          x2 = 1      x1 = 0                          x1 = 1 
 
 
 
 
 
      x4 = 0                  x4 = 1         x2 = 0                  x2 = 1   x2 = 0                    x2 = 1 
        
 
 
 
 
 
 
 
Po nalezení 1. přípustného řešení existují dvě neprozkoumané větve výpočtu, jejichž 
odhadovaný zisk je vyšší než zisk z aktuálně nejlepší nalezeného přípustného řešení. 
Těmito větvemi jsou ty s odhadovanými hodnotami zisku 430 a 431. Díky použité 
heuristice se prozkoumávají zamítnuté větve v sestupném pořadí podle jejich 
odhadovaného zisku. V tomto případě se nejdříve prozkoumá větev s odhadovaným 
ziskem 431 a až po té s hodnotou 430. 
Hodnota výsledného portfolia z výše uvedeného schématu je 422. 
 
Poznámky: 
 Z … hodnota účelové funkce 
x2 … rozhodovací proměnná, pokud je uvedena v uzlu daného schématu, 
potom její hodnota po skončení výpočtu úlohy LP byla neceločíselná 
(tzv. její  hodnota byla z otevřeného intervalu (0,1) ). 
 
Odhadovaný zisk z větve vlevo v nejnižším patře stromového schématu 
výpočtu je sice 421, a tudíž je vyšší než zisk z prvního přípustného řešení, ale 
v dané chvíli prohledávání je nejlepší výsledek roven druhému přípustnému 
řešení s hodnotou 422. Z toho důvodu je tato větev zamítnuta a výpočet se 
tímto směrem dále neubírá. 
V navrženém algoritmu větví a mezí nelze dosáhnout nepřípustného 
řešení, protože nerealizovatelné projekty jsou průběžně odstraňovány v každé 
fázi výpočtu (viz III. bod algoritmu). 
Z=567 
x3 
Z=430 
x2 
Z=480 
x2 
Z=431 
x2 
Z=420 
x4 
Z=428 
x4 
Z=420 
1.  
PŘÍPUSTNÉ 
ŘEŠENÍ 
Z=400 Z=421 
 
Z=422 
2.  
PŘÍPUSTNÉ 
ŘEŠENÍ 
Z=405 Z=395 
Z=501 
x1 
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4.2.7 Hladový algoritmus 
Hladový algoritmus pracuje na stejném principu jako výše popsaná metoda větví a mezí. 
Jediným rozdílem je, že prohledává pouze nejslibnější větev výpočtu  ze všech možných 
přípustných řešení. To znamená, že jednotlivé kroky tohoto algoritmu se přesně shodují 
s kroky uvedenými v kapitole 4.2.6 s tím rozdílem, že v tomto případě neexistuje uvedený 
VI. krok výše popsaného postupu (tj. algoritmus neprohledává dříve zamítnuté větve). 
Algoritmus je tedy ukončen po nalezení prvního přípustného řešení. 
Při použití tohoto algoritmu v příkladě 7 by byl výsledný zisk 420. 
 
4.2.8 Simplexová metoda se zaokrouhlováním rozhodovacích proměnných 
Jak již bylo napsáno v kapitole 4.2.6, použití samotné dvoufázové simplexové metody 
nezaručuje celočíselnost rozhodovacích proměnných. Jednoduchým způsobem k získání 
celočíselných hodnot veškerých rozhodovacích proměnných po skončení simplexové metody 
je jejich zaokrouhlení. Navržený algoritmus toto zaokrouhlení provádí následujícím 
způsobem. Nejprve seřadí neceločíselné proměnné vzestupně podle jejich hodnoty a potom 
první polovině z nich (těm s nižší hodnotou) přiřadí hodnotu 0. Zbylé druhé polovině přiřadí 
hodnotu 1. 
 Díky použitému principu zaokrouhlování nezaručuje tento algoritmus dodržení 
omezujících podmínek ani zadaných vztahů mezi projekty. Jeho předností je však vyšší 
rychlost výpočtu než u ostatních navržených algoritmů. 
 Metoda zaokrouhlování rozhodovacích proměnných by šla vylepšit, aby splňovala 
aspoň nějaké omezující podmínky. To například metodou zaokrouhlování, která by postupně 
zaokrouhlovala hodnoty rozhodovacích proměnných projektů, které svojí realizací neporuší 
omezení celkových nákladů, maximální míry riskantnosti a mohutnosti portfolia. Tyto 
projekty by byly do portfolia přidávány v sestupném pořadí podle jejich čistého zisku. Tímto 
způsobem by nedošlo k překročení omezujícího rozpočtu, maximální míry riskantnosti ani 
nejvýše tolerované mohutnosti portfolia. 
 Exkluzivní závislost je možné dodržet, pokud při každém zaokrouhlování 
rozhodovací proměnné je nejprve zjištěno, jest-li nějaký exkluzivně závislý projekt na 
projektu, jenž daná rozhodovací proměnná představuje, nebyl již do portfolia vybrán. 
V případě, že by takový projekt již byl do portfolia vybrán, nemohla by šetřená rozhodovací 
proměnná být zaokrouhlena na hodnotu 1. 
 
4.3 Porovnání algoritmů 
Porovnávat výše uvedené tři postupy pro získání optimálního portfolia lze dvěma způsoby. 
Prvním způsobem je porovnání časové náročnosti jejich výpočtu a druhým je porovnání 
podle zisku a dodržení vstupních omezujících podmínek portfolií, která vyberou.  
 Co se týče časové složitosti těchto algoritmů je nutné zmínit, že řešení úlohy ILP je 
NP problém. To znamená, že neexistuje algoritmus, který by dosáhl optimálního řešení 
celočíselné úlohy lineárního programování v polynomiálním čase. Z toho vyplývá, že časově 
nejsložitějším implementovaným algoritmem je metoda větví a mezí. Díky tomu je při 
velkém počtu vstupních proměnných prakticky nepoužitelná díky své časové náročnosti. 
Oproti tomu nejrychlejší metodou je popsaná simplexová metoda se zaokrouhlováním 
výsledných neceločíselných rozhodovacích proměnných. 
 Naopak kvalita výsledného portfolia je samozřejmě u nejrychlejšího algoritmu 
jednoznačně nejhorší. Použitím dvoufázové simplexové metody se zaokrouhlováním nelze 
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zaručit optimalitu výsledného portfolia (neprohledává prostor všech přípustných řešení) ani 
dodržení všech omezujících podmínek a vztahů mezi projekty. To je zapříčiněno použitým  
zaokrouhlováním rozhodovacích proměnných, které nebere ohled na dodržení omezujících 
podmínek. Jediným vztahem, který je vždy splněn, je vzájemná závislost mezi projekty, a to 
díky úpravě před zahájením samotného výpočtu (viz kapitola 4.2.2). Metoda větví a mezí je 
sice nejpomalejší, ale zase zaručuje dosažení optimálního portfolia. 
 Z těchto porovnání se může jevit jako nejpřijatelnější implementovaný hladový 
algoritmus. Ten sice nezaručuje dosažení optimálního výsledku, ale zaručuje dodržení všech 
omezujících podmínek včetně vztahů mezi projekty. To vše v přijatelném čase díky tomu, že 
neprohledává celý prostor všech přípustných řešení. 
 Pro porovnání jednotlivých algoritmů může také posloužit vyobrazená tabulka na 
obrázku 2. Tato tabulka zobrazuje časy běhů jednotlivých algoritmů implementovaných 
v přiloženém programu PPO nad stejnými daty se shodnými omezujícími podmínkami. 
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Algoritmus Sledované hodnoty 
Testovací 
data I 
Testovací 
data II 
Testovací 
data III 
Testovací 
data IV 
Testovací 
data V 
zisk/risk/velikost 4941/495/38 1930/399/37 501/149/6 1873/742/31 666/115/8 
Metoda větví a 
mezí 
čas 2 min. 1 sec. 2,75 sec. 0,27 sec. 4,63 sec. 0,09 sec. 
zisk/risk/velikost 4739/402/39 1721/393/28 231/107/5 1791/749/31 664/195/7 
Hladový 
algoritmus 
čas 2,61 sec. 1,03 0,06 sec. 2,79 sec. 0,06 sec. 
zisk/risk/velikost 5073/531/41 (N) 
2570/476/43 
(N) 
561/177/9 
(N) 
2267/727/32 
(N) 
1468/278/15 
(N) 
Simplexová 
metoda se 
zaokrouhlováním 
rozhodovacích 
proměnných čas 0,17 sec. 0,14 sec. 0,007 sec. 0,19 sec. 0,02 sec. 
 
Omezující 
podmínky 
Testovací data 
I 
Testovací data 
II 
Testovací data 
III 
Testovací data 
IV 
Testovací data 
V 
Rozpočet/Celkové 
náklady 
vstupních 
projektů 
1100/2082 1100/2043 700/1114 1400/3623 700/1332 
Max. přípustná 
míra 
rizika/Celkové 
riziko vstupních 
projektů 
500/967 400/872 150/373 800/1542 220/479 
Omezenost na 
mohutnost 
port./Počet 
vstupních 
projektů 
40/61 40/60 Bez omezení/13 38/60 15/23 
 
obr.2 porovnání výsledků algoritmů nad stejnými daty 
 
Poznámky: 
Veškerá testovaná vstupní data jsou k dispozici u přiloženého programu PPO. 
Testy byly prováděny na počítači s procesorem Intel Core 2 Duo 2.00 GHz. 
Symbol (N) značí, že vybrané portfolio nesplňuje všechna vstupní omezení včetně 
dodržení vztahů mezi projekty. 
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5 Závěr 
 
Přínosem této práce by měl být především méně tradiční pohled na problematiku 
optimalizace portfolia. Tento pohled je postaven na podobnosti se známým problémem 
baťohu a použitím pěti různých vztahů mezi projekty. 
 Dalším kladem této práce by měl být samotný implementovaný algoritmus větví 
a mezí pro nalezení optimálního řešení. To především díky úpravám vstupního plánu 
projektů před zahájením samotného výpočtu celočíselné úlohy lineárního programování 
a včasným odřezáváním větví v prohledávaném stromě přípustných řešení. Také použitá 
heuristika v pořadí prohledávání dříve zamítnutých větví značně vylepšuje celý algoritmus. 
Kladem algoritmu je také odstraňování veškerých nerealizovatelných projektů za daných 
omezujících podmínek v dané fázi metody větví a mezí. Takto odstraněné projekty potom 
nejsou použity při výpočtu dané úlohy lineárního programování. 
 Pro odzkoušení popsaných algoritmů slouží přiložený software, který názorně 
demonstruje jejich výsledky a také může uživateli poskytnout výpisy o průbězích jejich 
výpočtů. 
Možným rozšířením této práce by mohla být možnost určit u jednotlivých projektů 
minimální a maximální procento jejich realizace. Tím by tento projekt mohl být použit 
i u problematiky optimalizace akcií nebo jiných podobných investic. Dalším rozšířením by 
také mohlo být nahrazení dosavadně používaného omezení maximálně přípustné míry 
riskantnosti za minimalizaci této míry. V tom případě by při optimalizaci přibyla další 
účelová funkce pro minimalizaci rizika. Také by bylo možné zavést další typ omezení na 
mohutnost portfolia shodný s uvedeným v kapitole 3.2. Jedná se o omezení určující přesný 
počet (nikoliv nejvyšší počet) projektů ve výsledném portfoliu. 
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Příloha A 
Uživatelská dokumentace 
 
V této části přílohy je uveden popis jednotlivých funkcí programu PPO, vytvořený v rámci 
této bakalářské práce, a jeho použití z hlediska uživatelského. Nejprve jsou popsány hlavní 
funkce programu, instalace a spuštění a dále následuje v jednotlivých kapitolách popis 
samotného ovládání aplikace. 
 
A.1  Hlavní funkce programu 
Hlavní funkcí programu PPO je umožnit vytváření a grafické zobrazování portfolií. 
Podrobný popis portfolia a jeho vlastností byl uveden v předchozí části textu. Program 
umožňuje vytvářet portfolia automatickým výběrem pomocí zvoleného algoritmu nebo 
uživatel může sám určit, ze kterých projektů se má výsledné portfolio skládat. 
 
A.2  Instalace 
Pro spuštění programu PPO je nutné jej nejprve nainstalovat na cílový počítač. Uživatel musí 
spustit instalační program Setup PPO.msi určený pro jeho verzi operačního systému. 
K dispozici jsou verze pro Windows XP 32bit, Windows Vista 32bit a Windows Vista 64bit. 
Instalátor také sám rozpozná, jestli je na cílovém počítači nainstalovaný .NET Framework 
2.0 (nebo vyšší), který je nezbytný pro běh aplikace. Pokud nainstalován není, odkáže 
uživatele na patřičné stránky Microsoftu, odkud si bude moci daný Framework stáhnout 
a nainstalovat. Instalátor požadovaného Frameworku je také na přiloženém CD. 
 
A.3 Spuštění aplikace 
Po skončení instalačního procesu lze program spustit pomocí souboru PPO.exe. Tento 
soubor, včetně všech ostatních patřících k této aplikaci, je standardně nainstalován do 
adresáře C:\Program Files\PPO. Kromě toho instalátor umístí zástupce tohoto programu na 
plochu a do menu Start. Po spuštění aplikace je zobrazen její hlavní formulář (viz obr. 3). 
 
A.4  Plán projektů 
Plán projektů je množina nadefinovaných projektů, ze kterých se bude vybírat optimální 
portfolio. Pro zobrazování, definování a případně editování vstupních aktiv v plánu projektů 
slouží tabulka v hlavním formuláři aplikace (viz obr. 3), který se zobrazí po spuštění 
programu PPO.exe. 
 
A.4.1 Struktura projektu 
ID   =  řetězec znaků jednoznačně identifikující daný projekt    
                                    Nesmí existovat dva projekty se stejným ID.  
V ID je zakázán výskyt znaků “* { }” a jakéhokoliv bílého znaku. 
 37
název   =          řetězec znaků definující název projektu 
 
výtěžek           = zisk z daného projektu (pokud je realizován) 
 
náklady           =          náklady potřebné pro realizaci (finanční podporu) daného projektu 
 
risk                  = hodnota vyjadřující riskantnost projektu 
 
popis  =        nepovinný atribut (jeho hodnota nemusí být uvedena) sloužící 
            k bližšímu popsání projektu 
 
mandatorní projekty               = Tento výčet udává projekty, které je nutné realizovat, 
aby daný projekt mohl být uskutečněn. Jedná se o 
tranzitivní relaci. 
 
vzájemně závislé projekty = Projekty uvedené v této relaci musí být realizovány  
současně s daným projektem. Jedná se zároveň 
o symetrickou a tranzitivní relaci. 
 
exkluzivně závislé projekty  = Exkluzivně závislé projekty nemohou být realizovány   
            současně. Tato relace není automaticky zavedena mezi 
            projekty uvedenými jako exkluzivně závislé na daném 
            projektu (viz příklad 1). Jedná se o symetrickou relaci. 
 
podporování zisku = Projekty uvedené jako podporující zisk daného projektu 
přispějí k zisku z jeho realizace uvedeným bonusem, 
pokud jsou s ním současně realizovány (vybrány do 
portfolia). Bonus k zisku musí být kladné celé číslo. 
 
podporování riskantnosti = Projekty uvedené jako podporující risk daného projektu 
přispějí k risku z jeho realizace uvedeným bonusem, 
pokud jsou s ním současně vybrány do portfolia.  Bonus 
k riskantnosti musí být záporné celé číslo. 
 
Poznámky:  
Všechny číselné údaje musí být z oboru celých čísel. 
Bílým znakem je myšlena mezera, tabulátor nebo nová řádka. 
Program umí rozpoznat libovolně dlouhý sled znamének před zadanou 
číselnou hodnotou (včetně případných bílých znaků kromě znaku nového řádku), a to 
jak při zadávání z programových oken tak při načítání definic z textového souboru. 
Vyhodnocení sledu znamének se řídí jednoduchým pravidlem, jenž říká, že pokud je 
ve sledu lichý počet záporných znamének je výsledné znaménko záporné. 
V jakémkoliv jiném případě je výsledné znaménko kladné. Tento princip 
vyhodnocování znamének je použit i při načítání dat z textového souboru. 
Projekty ve všech typech závislostí se uvádějí výčtem identifikátorů projektů, 
které již byly definovány. Tyto identifikátory se od sebe oddělují libovolným bílým 
znakem kromě znaku nové řádky. 
U všech výše popsaných typů vztahů, musí platit následující pravidlo. Projekt 
nesmí být v žádné závislosti sám se sebou a zároveň nesmí být s jedním projektem ve 
dvou různých závislostech. Výjimkou toho druhého pravidla jsou závislosti pro 
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podporování zisku a riskantnosti. Projekty uvedené v těchto závislostech mohou být 
uvedeny i v jiných typech vztahů v rámci jednoho projektu. 
U symetrických vztahů stačí uvést závislost pouze u jednoho ze zúčastněných 
projektů. 
 
 
 
 
 
 
 
 
 
 
 
 
                             obr.3 hlavní formulář programu 
 
 
 
 
 
 
Vysvětlivky: 
 
1) vytvoření nového projektu a jeho přidání ke stávajícímu plánu projektů 
 
     2) editace aktuálně vybraného projektu 
 
        3) odstranění aktuálně vybraných projektů 
 
Tabulka všech 
aktuálně 
nadefinovaných 
projektů  Hlavní menu aplikace 
Kontextové 
menu tabulky 
pro manipulaci s 
projekty 
Celkové hodnoty 
jednotlivých 
atributů všech 
aktuálně 
nadefinovaných 
projektů 
5
1
3
7
6
2
4
Nahrazení stávajícího plánu 
projektů nově načteným 
Přidání dalších projektů z textového 
souboru k již nadefinovaným 
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4) odstranění všech projektů ze současného plánu 
 
        5) vytvoření portfolia z aktuálně vybraných projektů 
 
        6) zobrazení grafu portfolií s aktuálně uloženými portfolii v paměti aplikace 
 
        7) zahájení automatického výběru portfolia ze stávajícího plánu projektů 
 
            Před samotným zahájením výpočtu portfolia je uživateli zobrazeno formulářové okno     
            pro nastavení kritérií výběru (viz kapitola A.5.1). 
 
A.4.2 Vytvoření nového projektu 
Pro definování projektu výše uvedenou strukturou (viz kapitola A.4.1) je v programu 
k dispozici formulář, ve kterém uživatel do příslušných textových boxů vyplní patřičná data 
(viz obr. 4). Tento programový formulář je zpřístupněný pomocí tlačítka “Vytvořit“, přes 
hlavní menu aplikace „Projekt→Vytvořit nový projekt“, klávesovou zkratkou CTRL+N nebo 
přes položku “Vytvořit nový projekt“ kontextového menu tabulky nadefinovaných projektů. 
Po zadání patřičných údajů je nutné ukončit vytváření nového projektu kliknutím na tlačítko 
OK. Pokud libovolnému atributu byla zadána nesprávná hodnota, bude zobrazena chybová 
zpráva s patřičnými informacemi o nedodržení korektní hodnoty definovaného projektu. 
Všechny doposud nadefinované projekty jsou uživateli zobrazovány v tabulce na hlavním 
formuláři se všemi svými atributy, kde je také uživatel může dodatečně editovat nebo 
odstraňovat. 
 
 
                     obr. 4, programové okno pro vytvoření projektu 
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A.4.3 Načítání definic projektů z textového souboru 
 
Druhou alternativou k získání definic projektů je jejich načtení z textových souborů (soubory 
s příponou .txt). Definice jednoho projektu v textovém souboru musí být uvedena na jedné 
řádce. Na řádce musí být uvedeny pouze hodnoty atributů v následujícím pořadí: ID, název, 
výtěžek, náklady, risk, mandatorní projekty, vzájemně závislé projekty, exkluzivně závislé 
projekty, projekty podporující zisk, projekty podporující riskantnost a popis (popis jako 
jediný není povinný, což znamená, že jeho hodnota nemusí být uvedena). 
 Uvedené hodnoty jednotlivých atributů musí být odděleny mezerou nebo tabulátorem 
případně sledem těchto znaků. 
Projekty ve všech závislostech se uvádějí výčtem svých identifikátorů. Tyto projekty 
musí být již definovány nebo jsou korektně definovány ve čteném textovém souboru. Tyto 
identifikátory se od sebe oddělují mezerou nebo tabulátorem případně sledem těchto znaků. 
Celý tento výčet musí být pro každou závislost umístěn do složených závorek. Malou 
výjimku tohoto pravidla představuje uvedení projektů podporujících zisk nebo riskantnost 
daného projektu. V takovém případě se ve výčtu projektů v dané závislosti musí na 
posledním místě uvést hodnota příslušného bonusu. Jak již bylo uvedeno v kapitole A.4.1, 
hodnota bonusu k zisku musí být kladné celé číslo a hodnota bonusu k riskantnosti záporné 
celé číslo. Pokud je nutné k hodnotě bonusu uvést i znaménko a jedná se o načítaní 
z textového souboru, potom není povolen žádný výskyt bílého znaku (mezera, tabulátor, 
nový řádek) mezi znaménkem a číselnou hodnotou a navíc je povolen výskyt nejvýše 
jednoho znaménka před číselnou cifrou. 
V textovém souboru se mohou vyskytovat i komentáře uvedené znakem „//“, před 
kterým musí být umístěn libovolný bílý znak (mezera, tabulátor, nový řádek). Všechny znaky 
vyskytující se za řetězcem „//“ až do konce řádku jsou považovány za komentář.  
 Program při čtení dat rozeznává následující chyby:  
 
• duplicitní ID 
• ID obsahující nějaký z nepovolených znaků “* { }” 
• nekorektně uvedenou celočíselnou hodnotu (např. 3a) 
• příliš velkou (malou) uvedenou číselnou hodnotu  
• nekorektní strukturu definice projektu (např. když nejsou uvedeny všechny 
hodnoty povinných atributů) 
• neexistující ID uvedené v nějaké závislosti 
• ID v závislosti shodující se s ID definovaného projektu 
• uvedení jednoho ID ve více závislostech v rámci jednoho projektu               
      (s výjimkou projektů podporujících nějaký atribut, takové projekty mohou být 
      ve více závislostech s daným projektem) 
• nepovolená hodnota bonusu k uvedenému atributu 
• neuvedení hodnoty bonus u výčtu podporujících projektů 
 
Pokud aplikace zjistí libovolnou výše uvedenou chybu, potom řádek s aktuální nesprávnou 
definicí „přeskočí“ a pokračuje ve čtení následujícího řádku. Dále se také při čtení přeskakují 
prázdné řádky a řádky obsahující pouze komentář. V případě nutnosti vypíše aplikace po 
skončení čtení textového souboru uživateli seznam chyb v daném souboru. V dialogovém 
okně s tímto seznamem má uživatel možnost uložit daný výpis do zvoleného textového 
souboru. 
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Příklad A.1 (ukázka řádků s korektní definicemi projektů) 
 
ID_56  projekt_56 122 + 47 33 {ID_4}{}{ID_1}{ID_7 ID_6 8}{} popis // komentář 
ID_55  projekt_56 122  47 -- 33  {} {ID_3  ID_7 } {} {}{ID_1 -9}více slovní popis 
// řádek obsahující pouze komentář bude při čtení ignorován (přeskočen) 
 
Nově načtené definice projektů se přidají k současnému plánu projektů, pokud uživatel 
zahájil jejich čtení jedním z následujících způsobů:  kliknutím na tlačítko „Přidat projekty“, 
přes hlavní menu „Soubor→Přidat projekty“ nebo použitím klávesové zkratky CTRL+A. 
Je také možné nahradit stávající plán projektů za definice načtených projektů 
z vybraného textového souboru. To je proveditelné libovolnou z následujících možností: 
kliknutím na tlačítko „Nový plán projektů“, přes hlavní menu „Soubor→Nový plán projektů“ 
nebo využitím klávesové zkratky CTRL+O. 
Po nainstalování programu PPO na uživatelův počítač je v adresáři aplikace 
vytvořena složka „Projekty“ se vzorovými textovými soubory s definicemi vstupních 
projektů. 
 
A.4.4 Editace nadefinovaných aktiv 
 
Hodnoty nadefinovaných projektů lze upravovat v programovém formuláři určeném k editaci 
vstupních aktiv (viz obr. 5). Chování tohoto formuláře je identické s chováním formuláře pro 
vytvoření nového projektu (viz kapitola A.4.2). Toto programové okno je zpřístupněno 
tlačítkem “Editovat projekt“, položkou hlavního menu „Projekt→Editovat projekt“, položkou 
“Editovat projekt“ kontextového menu tabulky nadefinovaných projektů nebo klávesovou 
zkratkou CTRL+E. 
 Kromě editace hodnot může uživatel již nadefinované projekty také odstraňovat 
z paměti programu. To lze označením projektů k odstranění v tabulce nadefinovaných aktiv 
a následným kliknutím na tlačítko “Odstranit projekt“ nebo použitím klávesy BACKSPACE. 
Je také možné odstranit všechny projekty v tabulce najednou. K tomu účelu slouží tlačítko 
“Odstranit všechny projekty“. Při odstraňování projektu aplikace kontroluje, zda-li po jeho 
odebrání nezbude v plánu projektů projekt, který by v nějaké své závislosti měl uvedený 
právě odstraňovaný projekt. Pokud tomu tak je, aplikace na to uživatele upozorní patřičným 
chybovým hlášením a zamezí jeho odstranění. 
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          obr. 5, programové okno pro editaci projektu 
 
 
A.4.5 Uložení plánu projektů 
 
Hlavní formulář také umožňuje uložit aktuální plán nadefinovaných projektů do vybraného 
textového souboru. K tomu lze použít hlavní nabídky „Soubor→Uložit plán jako“ nebo 
použitím klávesové zkratky CTRL+S. Také je možné uložit pouze vybrané projekty v tabulce 
nadefinovaných projektů. K tomu účelu slouží položka hlavního menu „Soubor→Uložit 
vybrané projekty jako“ a klávesová zkratka CTRL+L. V obou případech bude formát 
uložených projektů shodný s požadovaným při jejich načítání z textových souborů (viz 
kapitola A.4.3). 
 
A.5 Výběr portfolia 
 
Jak již bylo uvedeno v kapitole 1, portfolio je taková podmnožina ze vstupních projektů, při 
jejíž realizaci se dosáhne nejvyššího čistého zisku (čistý zisk se počítá jako rozdíl výtěžku 
z realizovaných projektů a nákladů na jejich realizaci) a zároveň se neporuší žádná vstupní 
omezující podmínka. 
 Aplikace umožňuje vytváření portfolia jako výsledek svého výpočtu nebo 
uživatelským určením toho, ze kterých projektů se má portfolio skládat. Vytvořit portfolio 
přímo ze zvolených projektů lze v aplikaci PPO dvěma způsoby.  
První možností je vybrat v tabulce nadefinovaných aktiv takové projekty, ze kterých 
si uživatel přeje vytvořit portfolio. Po jejich výběru stačí uživateli kliknout na tlačítko 
“Vytvořit portfolio z vybraných projektů“ a následně do zobrazeného okna vyplnit ID 
vytvářeného portfolia. Pokud se jedná o dosud nepoužité ID, dané portfolio se vytvoří, uloží 
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se do paměti programu a následně se zobrazí formulář grafu portfolií obsahující již nové 
portfolio. 
 Druhou možností je určit textový soubor, ze kterého program načte všechny definice 
projektů v něm obsažené a z nich vytvoří nové portfolio. Tento způsob je uživateli 
zpřístupněn pomocí tlačítka “Načtení portfolia” umístěném na formuláři grafu portfolií. 
Zadávání ID takto vytvořeného portfolia je shodné jako při použití první možnosti.  
Takto vytvořené portfolio však může obsahovat nějaký závislostní konflikt mezi 
projekty. Pokud to nastane, zobrazí se uživateli patřičné hlášení o konfliktech s možností 
volby pokračování či nepokračování ve vytváření daného portfolia. 
Omezením vztahujícím se k ID portfolia je zakázaní výskytu následujících znaků      
„ \ / < > ? : | . * “. 
 Další body této podkapitoly se budou již dále zabývat pouze automatickým výběrem 
portfolia ze vstupního plánu projektů. 
 
A.5.1 Nastavení výběru portfolia 
 
Pokud existují nějaké vstupní projekty, může být zahájen automatický výběr portfolia 
kliknutím na tlačítko „Vybrat optimální portfolio“ umístěném na hlavním formuláři. Po 
kliknutí na dané tlačítko se zobrazí formulář pro nastavení výběru (viz obr. 6).  
Do příslušných textových polí na tomto formuláři je možné zadat hodnoty vstupních 
omezení jako jsou rozpočet, maximální míra rizika a omezení na mohutnost (počet projektů) 
portfolia. Všechny tyto hodnoty musí být z oboru přirozených čísel včetně nuly. Stejně jako 
u definic projektů i tady před každou uvedenou číselnou hodnotou se může vyskytovat 
libovolný sled znamének. Pouze omezení na mohutnost výsledného portfolia je nepovinné, 
tudíž jej uživatel nemusí udávat. Ostatní hodnoty omezujících podmínek musí být vyplněny 
před zahájením samotného výběru. 
Dále na tomto formuláři může uživatel určit, jestli se má výsledné portfolio zobrazit 
jako bod grafu [risk x zisk] na formuláři s grafem portfolií nebo nikoliv. V každém případě 
se výsledné portfolio uloží do paměti právě spuštěné aplikace. 
Důležitým aspektem pro určení portfolia je zvolený algoritmus. V programu si 
uživatel může vybrat ze tří naimplementovaných algoritmů. Jedním z nich je použití 
dvoufázové simplexové metody. Tento algoritmus ve většině případů nedává tak výhodné 
(vzhledem k zisku) výsledky jako ostatní a občas jeho výsledky mohou porušovat vstupní 
omezující podmínky nebo vztahy mezi projekty, ale jeho výhodou je rychlost výpočtu. Dále 
jsou k dispozici algoritmy větví a mezí a hladový algoritmus. Jejich podrobný popis je 
v kapitole 4.2. 
 Postup výpočtu pomocí zvoleného algoritmu si může uživatel nechat vypsat do 
textového souboru (soubory s příponou .txt). To je umožněno zaškrtnutím políčka s nápisem 
„Výpis postupu výpočtu programu do textového souboru“ a následným určením souboru 
kliknutím na tlačítko „Zvol soubor“. 
 Pro zahájení výpočtu slouží na tomto formuláři tlačítko „OK“. Na chybné nastavení 
libovolného údaje bude uživatel upozorněn patřičným chybovým hlášením, po němž bude 
mít příležitost danou chybu opravit. Samotný výpočet optimálního portfolia probíhá ve 
zvláštním vlákně, tudíž uživatel může s aplikací bez potíží pracovat i v průběhu výpočtu. 
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                            obr. 6, programové okno pro nastavení výběru portfolia 
 
 
A.6 Zobrazení portfolií 
 
Pro zobrazování portfolií slouží v aplikaci dva formuláře. První z nich „Graf portfolií“ 
zobrazuje v paměti aktuálně uložená portfolia jako body grafu [risk x zisk] (zisk se bere jako 
čistý zisk, který je roven rozdílu výtěžku z realizovaných projektů a nákladů na jejich 
realizaci). Tento graf slouží k vizuálnímu porovnání portfolií vzhledem k jejich hodnotám 
riskantnosti a čistého zisku. Druhý formulář „Info portfolia“ poskytuje veškeré informace 
o zvoleném portfoliu. 
 
A.6.1 Graf portfolií 
 
Graf portfolií zobrazuje v paměti uložená portfolia jako body grafu [risk x zisk]. Formulář 
s tímto grafem (viz obr. 7) se zobrazí po skončení výpočtu výběru portfolia (pokud uživatel 
tuto možnost označil v nastavení výběru portfolia viz kapitola A.5.1) nebo po kliknutí na 
tlačítko „Zobrazit graf portfolií“ umístěném na hlavním formuláři programu nebo také po 
vytvoření portfolia z vybraných nadefinovaných projektů (viz kapitola A.5). Jak je vidět na 
obr. 7 tento formulář se skládá ze tří hlavních částí: výše popisovaném grafu, seznamu 
portfolií a panelu s ovládacími tlačítky. 
 Graf kromě zobrazování portfolií poskytuje následující výčet funkcí: 
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• otevření formuláře s bližšími informacemi o portfoliu dvojitým kliknutím na 
příslušný  bod grafu nebo stiskem klávesy ENTER 
• posouvání náhledu stisknutím kolečka na myši a následným pohybem kurzoru po  
formuláři 
• přibližování/oddalování náhledu otáčením kolečka myši 
• kopírování aktuálního náhledu grafu do schránky Windows – položka 
„Kopírovat“ kontextového menu 
• uložení náhledu jako obrázek – položka „Uložit obrázek jako…“ kontextového 
menu (podporované formáty: *.emf, *.png, *.gif, *.jpg, *.tif, *.bmp) 
• nastavení rozměrů stránky pro tisk náhledu – položka „Vzhled stránky…“ 
kontextového menu 
• tisk náhledu – položka „Tisk…“ kontextového menu 
• zobrazování/skrytí souřadnic vykreslených bodů v grafu při najetí kurzoru myši 
na daný bod – položka „Zobrazit hodnoty bodů“ kontextového menu 
• vrácení přiblížení nebo posunutí náhledu zpět na předchozí hodnotu – položka 
„Zrušit přiblížení“ kontextového menu 
• vrátit veškerá posunutí a přiblížení náhledu – položka „Zrušit všechna 
přiblížení/posunutí“ kontextového menu 
• nastavit měřítko náhledu na základní (doporučené) – položka „Nastavit základní 
velikost měřítka“ kontextového menu 
• zobrazení nápovědy pro ovládání grafu – položka „Zobrazit/Skrýt nápovědu“ 
kontextového menu 
• zobrazení/skrytí identifikátoru portfolií u vykreslených bodů grafu - položka 
„Zobrazit/Skrýt ID portfolia“ kontextového menu 
 
Seznam situovaný napravo od grafu obsahuje výčet portfolií, které je možné zobrazit 
nebo skrýt jako body grafu na tomto formuláři podle zaškrtnutí/nezaškrtnutí políčka 
u identifikátoru každého z nich. Identifikátory jednotlivých portfolií v tomto výčtu jsou 
zobrazeny buď červeným nebo černým písmem. Použití červeného písma indikuje fakt, že 
dané portfolio ještě nebylo uloženo do souboru. V opačném případě je použito černé barvy 
písma. Také je možné otevřít formulář s podrobnými informacemi o každém portfoliu. To je 
možné dvojitým kliknutím myši na patřičný identifikátor nebo jedním kliknutím a následným 
stisknutím klávesy ENTER. Podobně funguje stisknutí klávesy BACKSPACE, které nabídne 
dialogové okno pro potvrzení odstranění právě označeného portfolia v seznamu. Odstraněné 
portfolio bude nenávratně smazáno z paměti aplikace. 
Tyto dvě funkce jsou dostupné i použitím tlačítek na ovládacím panelu umístěném 
pod grafem. Kromě nich se na zmíněném panelu zobrazují aktuální souřadnice kurzoru myši 
v grafu. Dále jsou zde umístěna tlačítka pro zavření formuláře a pro vytvoření portfolia 
z definic projektů obsažených v textovém souboru (stejný formát definic jako je uveden 
v kapitole A.4.3). Zdrojový soubor se určí v dialogovém okně otevřeném po kliknutí na toto 
tlačítko. Za identifikátor takto vytvořeného portfolia program navrhne název určeného 
souboru, ale samozřejmě jej uživatel může změnit v zobrazeném dialogovém okně. 
 Vybrané portfolio je také možné uložit do textového souboru pro další použití. 
K tomu slouží tlačítko „Uložit portfolio“, po jehož použití se otevře dialogové okno pro 
uložení souboru. Za název souboru navrhne program identifikátor označeného portfolia. 
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obr. 7, formulář grafu portfolií 
 
Graf portfolií pro 
jejich vzájemné 
porovnávání vzhledem 
k jejich zisku a 
riskantnosti 
Seznam portfolií aktuálně 
uložených v paměti spuštěné 
aplikace. Červeně nadepsaná 
jsou ta portfolia, která nejsou 
uložena v souboru, a černě ta, 
co uložena jsou. Kontextové menu grafu 
Aktuální 
pozice 
kurzoru myši 
v grafu 
Tlačítko pro 
zobrazení 
bližších 
informací o 
vybraném 
portfoliu 
Odstranění 
vybraného 
portfolia 
z paměti 
aplikace 
Vytvoření 
portfolia 
z definic 
projektů ve 
vybraném 
textovém 
souboru 
Zavření 
formuláře 
Uložení 
vybraného 
portfolia do 
textového 
souboru   
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A.6.2 Info portfolia 
 
Formulář s kompletními informacemi o portfoliu uloženém v paměti aplikace je dostupný 
přes formulář grafu portfolií (podrobněji v kapitole A.6.1).  
Toto programové okno (viz obr. 8) zobrazuje v tabulce naplánované projekty. Na 
přání uživatele pomocí hlavního menu „Zobrazení→Zobrazit nenaplánované projekty“ 
zobrazuje i druhou tabulku s projekty, které nebyly určeny k realizaci. Tato druhá tabulka je 
samozřejmě k dispozici pouze tehdy, pokud dané portfolio vzniklo výpočtem ze vstupních 
nadefinovaných aktiv. Identifikátor portfolia je uveden na liště tohoto programového okna 
a pod nadpisem „Info portfolia“ je řetězec popisující vznik daného portfolia. 
Pokud jsou zobrazeny obě tabulky, lze mezi nimi projekty přesouvat pomocí tlačítek 
„Přidat do portfolia“ a „Odebrat z portfolia“, a tudíž projekty do portfolia přidávat nebo 
odebírat. Projekty lze také editovat dvojitým kliknutím myši na příslušný záznam v tabulce. 
Editační formulář je shodný s vyobrazeným na obr. 5 a editované hodnoty musí samozřejmě 
splňovat všechny náležitosti zmíněné v kapitole A.4.1. Pokud libovolný naplánovaný projekt 
získal bonus k zisku nebo riziku (realizací podporujících projektů), je příslušný bonus navíc 
vyobrazen s patřičným znaménkem u hodnoty daného atributu. 
Na pravé straně okna jsou zobrazeny následující informace: celkové hodnoty jak 
naplánovaných tak nenaplánovaných projektů i hodnoty všech dohromady, vstupní omezující 
podmínky a procentuální vyjádření využití hodnot omezujících podmínek vzhledem 
k dosaženým hodnotám vybraného portfolia. Pochopitelně u portfolií vytvořených vybráním 
projektů nebo načtením z textového souboru nejsou uvedeny procentuální vyjádření 
a omezující podmínky ani nenaplánovaná aktiva a jejich hodnoty.  
Pomocí položky hlavního menu „Soubor→Uložit portfolio“ nebo použitím klávesové 
zkratky CTRL+S lze uložit portfolio do textového souboru. Všechny projekty budou uloženy 
ve stejném formátu, který byl uveden v kapitole A.4.3. Aktiva neurčená k realizaci budou 
v souboru dána do komentáře. Do komentáře budou umístěny i informace, jako jsou celkové 
hodnoty, použitý algoritmus apod. . 
 Pro uživatele jsou zde připraveny i dva grafy. Jeden pro vizualizaci přínosů hodnot 
jednotlivých naplánovaných projektů do celkových hodnot výsledného portfolia a druhý 
graficky znázorňuje využití vstupních omezujících podmínek. Tento druhý graf je přístupný 
pouze za předpokladu, že dané portfolio bylo vybráno početně, tj. při zadání omezujících 
podmínek. Oba tyto grafy je možné otevřít přes položky hlavního menu 
„Zobrazení→Zobrazit graf přínosů hodnot jednotlivých projektů do portfolia“ 
a „Zobrazení→Zobrazit graf využití omezujících podmínek“. 
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                             obr. 8, Info portfolia 
 
 
 
A.7 Získání nápovědy 
 
Uživatel aplikace může získat nápovědu přes hlavní menu programu použitím položky 
„Nápověda→Manuál PPO“ (nebo rychleji stiskem klávesy F1). Poté mu bude zobrazen tento 
dokument ve formátu PDF . Pokud se tento dokument nezobrazí a objeví se chybové hlášení, 
že daný soubor nebyl nalezen, znamená to, že bylo změněno původní umístění souboru 
“dokumentace.pdf”. Program vyžaduje, aby tento soubor byl umístěn do adresáře programu 
PPO do složky “Dokumentace“. Po instalaci programu je tento soubor uložen na 
požadovaném místě. 
 Uživateli jsou také k dispozici stručné informace o tomto projektu, které jsou 
zpřístupněné přes hlavní menu „Nápověda→O programu PPO“ (nebo použitím klávesové 
zkratky CTRL+H). Mezi těmito informacemi je také odkaz na webové stránky tohoto 
projektu http://www.dargor.wz.cz/Projekty.php (viz obr. 9). 
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      obr. 9, programové okno s informacemi o aplikaci 
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Příloha B 
Popis implementace 
 
V této kapitole je popsána implementace programu PPO z hlediska modulární struktury, 
nejdůležitějších funkcí a použitých datových struktur. 
 
B.1 Modulární struktura programu 
 
Program se skládá ze tří hlavních modulů: vstupní, výpočetní a výstupní. 
 
 
Vstupní modul zpracovává vstupní data buď 
z textového souboru nebo z patřičných 
programových formulářů. 
 
 
 
   
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
    volání výpočetní funkce,         výstup výpočtu se  
    kde příslušná vstupní data         použije pro vytvoření 
    se předávají jako parametr             nové instance datové 
dané funkce pro určení          struktury uchovávající 
    optimálního portfolia          informace o portfoliu 
                        a ta se přidá ke  
                                                                               struktuře uchovávající 
                všechna výsledná 
                portfolia (viz B.5) 
 
 
Poznámka: Šipky znázorňují směr toku dat mezi moduly (popř. mezi jejich částmi). 
funkce na 
zpracování 
vstupních 
dat 
funkce pro 
řešení úloh 
LP a ILP 
(metodou 
větví a mezí) 
a zpracování 
závislostí 
mezi 
vstupními 
projekty 
vstupní modul výpočetní modul 
datové 
struktury 
pro 
uchovávání 
vstupních 
dat 
data 
z textového 
souboru 
data 
z programových 
formulářů 
struktura pro 
uchování 
portfolií 
výstupní modul 
funkce pro 
zobrazování 
výsledných 
portfolií 
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Do vstupního modulu patří soubory s funkcemi zpracovávajícími vstupní data a formuláře 
pro zobrazování a zadávání těchto vstupních dat. Těmito soubory jsou: 
 
Fomr1.h, Form2.h, Form6.h, Form7.h, PortfolioIDForm.h, Conversions.h, 
ProjectDefinitionsParser.h, ErrorReport.h, UniversalErrorReport.h, project_header.h 
 
Do výpočetního modulu patří soubory s funkcemi pro řešení úloh LP, ILP, formulář 
zobrazující průběh výpočtu a soubory s definicemi datových struktur používaných při 
výpočtech. Jedná se o následující soubory: 
 
ComputationBound.h, Fomr4.h, fraction_i_header.h, Simplex_header.h, Threads.h 
 
Výstupní modul obsahuje soubory s funkcemi umožňujícími zobrazování veškerých dat 
o portfoliích a s definicemi datových struktur uchovávajících tato data. 
 
GraphOfPortfolios.h, Form3.h, Form9.h, Form10.h, Portfolio_h.h 
 
Samotný kód pro spuštění programu PPO je v souboru PPO.cpp. 
 
B.2 Vývojové prostředí 
 
Program byl naprogramován ve vývojovém prostředí Microsoft Visual Studio 2005 v jazyce 
C++/CLI. Tudíž požadovaným OS pro tento program je MS Windows s nainstalovaným 
.NET  Framework 2.0 (nebo vyšší). 
 
B.3 Vstupní modul programu 
 
Vstupní modul programu zpracovává, zobrazuje a ukládá vstupní data aplikace a také 
umožňuje uživateli je kdykoliv měnit či zadávat nová. Vstupními daty aplikace jsou 
nadefinované projekty, omezující podmínky a zvolený algoritmus. 
 
Nadefinované projekty se uchovávají v datové struktuře:  
 
std::vector< Project<int> > Project_Plan 
 
Samotná datová struktura (v tomto případě se jedná o třídu) implementující jeden projekt je 
šablonovaná a má následující hlavičku: 
 
 template<class type_i_LN> 
      class Project 
 
Šablonovaný typ type_i_LN určuje, jakým číselným typem budou zadávány jednotlivé 
číselné atributy každého projektu. V programu je použit číselný typ 32 bitový integer. Tato 
šablonovaná struktura a funkce s ní pracující jsou definovány v souboru project_header.h. 
Nadefinované projekty jsou zobrazovány v hlavním formuláři programu (viz obr. 3), a to 
pomocí .NET komponenty DataGridView, která zobrazuje data v podobě tabulky. Třída 
hlavního formuláře je deklarována v souboru Form1.h a deklarace formulářů pro vytvoření 
nového projektu (viz obr. 4) a editaci projektu (viz obr. 5) jsou v souborech form2.h 
a Form3.h. 
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V případě načítaní aktiv z textového souboru jsou využity funkce deklarované v souboru 
ProjectDefinitionsParser.h. Hlavní funkce pro načítání vstupních projektů je následující. 
 
 int LoadProjectsWithDependencies 
 
Tato funkce vrací počet korektních definic projektů v uvedeném textovém souboru. Pro práci 
se souborem využívá tato funkce STL knihovny. 
 Pokud program zjistí nějakou nekorektní definici projektu při ručním zadávání nebo 
při čtení ze souboru, v obou případech na to uživatele upozorní patřičným chybovým 
hlášením popisujícím danou chybu. Popis korektní definice projektu byl uveden v kapitolách 
A.4.1 a A.4.3. 
 Typ zvoleného algoritmu je uchován ve znakové proměnné následujícího 
identifikátoru . 
 
char algorithm; 
 
Možné hodnoty této proměnné jsou 
 
‘b’  -  metoda větví a mezí 
‘s’  -  hladový algoritmus 
‘r’  -  algoritmus simplexové metody se zaokrouhlováním rozhodovacích proměnných 
 
B.4 Výpočetní modul programu 
  
Výpočetní modul programu slouží k automatickému výběru portfolia ze vstupních projektů 
za použití zvoleného algoritmu. Funkce pro výpočet optimálního portfolia jsou deklarovány 
v souboru Simplex_header.h (to z toho důvodu, že i metoda větví a mezí využívá simplexové 
metody). Algoritmy pro určení optimálního portfolia jsou postaveny na řešení úloh LP nebo 
ILP. Jejich bližší popis je uveden v kapitole 4. Jelikož výpočet těchto úloh může trvat delší 
dobu, po kterou by uživatel nemohl pracovat s aplikací, probíhají tyto výpočty ve vlastních 
vláknech. Tato vlákna jsou spuštěna na pozadí programu, tak aby jejich činnost nerušila 
provoz aplikace. Metody vykonávající činnost těchto „výpočetních“ vláken jsou deklarovány 
v souboru Threads.h. 
 
B.4.1 Implementace LP 
 
Výpočet simplexové metody pracuje se zlomky, proto je v aplikaci PPO použito níže 
uvedené datové struktury pro reprezentaci zlomků.  
 
class Fraction_i 
 
V této datové struktuře jsou hodnoty jmenovatele i čitatele 64 bitového bezznaménkového 
celočíselného typu. Tato struktura zaručuje to, že zlomek, který aktuálně představuje, je vždy 
v základním tvaru. Implementace struktury reprezentující zlomek je v souborech 
fraction_i_header.h a methods_of_fraction_i.cpp. 
Proti zacyklení výpočtu simplexové metody je použito Blandovo pravidlo. Jedná se 
o pravidlo pro určování vstupní a výstupní proměnné do (respektive z) báze [6]. Výstupem 
funkcí řešící úlohy LP je vektor hodnot „rozhodovacích“ proměnných projektů. Pořadí těchto 
hodnot ve vektoru přesně odpovídá pořadí aktiv ve vstupním plánu projektů. Tyto 
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rozhodovací proměnné mohou nabývat pouze hodnot 0 a 1, kde 0 představuje nezařazení 
daného projektu ke své realizaci (naplánování) a naopak 1 znamená, že daný projekt bude 
realizován.  
 
Hlavička funkce pro řešení úlohy LP: 
 
int EntireTwoPhaseSimplex_i( 
                             vector<int> & base, 
                             const int & count_projects, 
                             const int & count_constraints, 
                             const vector<int> & limits_i, 
                             const vector<Project<int> > & project_plan, 
                             vector < vector <Fraction_i> > & table, 
     bool printing_control, 
     const wstring & f_name 
                                  ) 
 
 Soubor: Simplex_header.h, Simplex_methods.cpp 
 
Hlavička funkce pro zaokrouhlování hodnot rozhodovacích proměnných (viz kapitola 4.2.8): 
 
vector<Fraction_i> RoundingResult_i 
(const vector<Fraction_i> & result) 
 
Soubor: Simplex_header.h, Simplex_methods.cpp 
 
 
B.4.2 Implementace ILP 
 
Jak již bylo několikrát zmíněno, úloha ILP je v této práci řešena metodou větví a mezí. 
Výstupem funkce implementující metodu větví a mezí je vektor, jehož prvky obsahují 
identifikátor projektu a znak ‘Y’ nebo ‘N’, kde první jmenovaný symbol představuje zařazení 
daného projektu do výsledného portfolia a znak ‘N’ symbolizuje opačné rozhodnutí. Tato 
datová struktura potom slouží při vytvoření instance typu reprezentující výsledné portfolio. 
 
Hlavička funkce pro řešení úlohy ILP k získání optimálního portfolia metodou větví a mezí: 
 
int BranchAndBound 
 ( 
         int count_projects, 
         int count_constraints, 
         bool printing_control, 
         wstring f_name, 
         vector<Project<int> > & project_plan, 
         vector<Project_Resolution<int> > & preliminary_results, 
         int & result, 
         vector<int> & constraints, 
     vector<Project_Resolution<int> > & finished_results, 
     const bool & count_projects_constraint, 
     vector<ComputationBound> & Bounds, 
      int BoundIndex 
       ) 
 
Soubor: Simplex_header.h, Simplex_methods.cpp 
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Metoda větví a mezí při svém výpočtu prohledává celý prostor všech přípustných řešení, 
proto je zapotřebí datové struktury pro uchovávání předchozích fází výpočtu. Díky této 
datové struktuře je možné se později vrátit k dříve zamítnuté větvi výpočtu z důvodu jejího 
prozkoumání (podrobněji v kapitole 4.2.6). Touto datovou strukturou je 
 
 class ComputationBound 
 
deklarovaná v souboru ComputationBound.h. 
 
B.4.3 Implementace hladového algoritmu 
 
Výpočet optimálního portfolia za pomocí hladového algoritmu (viz kapitola 4.2.7) je 
implementován následující funkcí. 
 
 int GreedyAlgorithm 
  ( 
          int count_projects, 
  int count_constraints, 
             bool printing_control, 
          wstring f_name, 
          vector<Project<int> > & project_plan, 
          vector<Project_Resolution<int> > & preliminary_results, 
          int & result, 
          vector<int> & constraints, 
 vector<Project_Resolution<int> > & finished_results, 
 const bool & count_projects_constraint, 
 int BoundIndex 
            ) 
 
Soubor: Simplex_header.h, Simplex_methods.cpp 
 
 
Výstup této funkce je totožný s výstupem funkce implementující metodu větví a mezí. 
 
B.5 Výstupní modul 
 
Hlavními funkcemi výstupního modulu je zobrazování a uchovávání výsledných portfolií 
v paměti.  
Pro zobrazování slouží formuláře „Graf portfolií“ a „Info portfolií“, které byly 
podrobně  popsané v kapitole A.6. Tyto formuláře jsou nadefinovány v souborech 
GraphOfPorfolios.h, Form3.h, Form9.h a Form10.h. Poslední dva jmenované soubory 
obsahují definice formulářů, zobrazující grafy s bližšími informacemi o zvoleném portfoliu, 
popsaných v kapitole A.6.2. 
Formulář s grafem portfolií se na rozdíl od všech ostatních formulářů v celém 
programu vždy zobrazuje ve vlastním spuštěném vlákně na pozadí aplikace. To z toho 
důvodu, aby jeho používání bylo nezávislé na hlavním formuláři aplikace. Všechny grafy 
jsou zobrazovány pomocí .NET knihovny ZedGraph. 
Druhou zmiňovanou funkcí výstupního modulu je správa portfolií v paměti aplikace. 
Portfolio je uloženo ve speciální datové struktuře, ve které se o něm uchovávají informace 
jako jsou jeho hodnoty, vstupní omezení, způsob vytvoření (typ použitého algoritmu, 
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z definic projektů z textového souboru nebo z vybraných aktiv v plánu projektů), ID portfolia 
a projekty zvolené i nezvolené k realizaci. 
 
template<class T> class Portfolio 
 
Stejně jako u struktury představující projekt i tady šablonovaný typ určuje typ číselných 
hodnot dané instance této struktury. V aplikaci PPO je zde pro proměnnou pro uchovávání 
portfolií stejně jako u projektů použit 32 bitový celočíselný typ. 
 Po ukončení činnosti funkcí výpočetního modulu vytvoří aplikace novou instanci 
výše popsané datové struktury a uloží ji do určené struktury uchovávající všechna výsledná 
portfolia (níže uvedená proměnná Portfolios). Z této struktury potom na přání uživatele 
zobrazuje výstupní modul zvolená portfolia v patřičných formulářích s grafy. 
 
vector<Portfolio<int> > Portfolios 
 
Datová struktura reprezentující portfolia je nadefinována v souborech Portfolio_methods.cpp 
a Portfolio_h.h. 
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Příloha C 
Obsah přiloženého CD-ROM 
 
Přiložený CD-ROM obsahuje tyto adresáře: Zdrojové texty, Instalační soubory, Text 
bakalářské práce a Testovací data. 
 Adresář „Zdrojové texty“ obsahuje zdrojové soubory programu PPO, které umožňují 
program zkompilovat ve vývojovém prostředí Microsoft Visual Studio 2005 (nebo vyšší). 
Součástí tohoto adresáře je i knihovna ZedGraph, použitá pro zobrazování grafů. 
 V adresáři „Instalační soubory“ jsou k dispozici instalační balíčky programu pro 
operační systémy Microsoft Windows XP 32bit, Microsoft Windows Vista 32bit a Microsoft 
Windows Vista 64bit. K dispozici je také instalátor .NET Frameworku 2.0. 
 V adresáři „Text bakalářské práce“ je umístěn soubor s tímto textem bakalářské 
práce. Tento text je uložen ve formátu PDF. 
 Adresář „Testovací data“ obsahuje textové soubory s definicemi vstupních projektů. 
 
 
 
 
 
  
 
