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Resumo
A presente dissertação tem como objetivo continuar o desenvolvimento, no Eclipse, de um
Integrated Development Environment (IDE) para as linguagens de programação pertencentes à
Norma IEC 61131-3. O Eclipse é uma plataforma de desenvolvimento de software livre extensível,
permitindo a implementação de ferramentas que se integram perfeitamente no seu ambiente. A
Norma IEC 61131-3 define duas linguagens textuais (Instruction List - IL e Structured Text - ST)
e três linguagens gráficas (Function Block Diagram - FBD, Ladder Diagram - LD e Sequential
Function Chart - SFC), as quais necessitam de editores.
Foi estudado o trabalho realizado por Filipe Ramos, no qual foi iniciada a implementação do
IDE em Eclipse para a Norma IEC 61131-3, tendo sido criados dois editores textuais (para IL e
ST) e um editor gráfico (para SFC). Este último não foi finalizado, pois não continha ações, nem
condições, e o objeto jump step apenas tinha associado uma representação gráfica sem qualquer
tipo de funcionalidade.
Na presente dissertação foram adicionadas as funcionalidades em falta ao editor gráfico SFC,
foi criado o módulo que permite importar XML, foi implementada uma nova perspetiva e foram
desenvolvidos plug-in’s para a criação de um novo projeto da Norma e para a vista de um nave-
gador. Os objetivos delineados foram atingidos e atualmente é possível criar novos projetos da
norma que integram os editores desenvolvidos, organizar os POUs – Program Organization Unit
e utilizar os vários editores.
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Abstract
This Dissertation aims to continue the creation, in Eclipse, of an Integrated Development
Environment (IDE) for programming IEC 61131-3’s languages. Eclipse is a development platform
of free extensible software that allows the implementation of tools that perfectly integrate into its
environment. The Standard IEC 61131-3 defines two textual languages (Instruction List - IL and
Structured Text - ST) and three graphical languages (Function Block Diagram - FBD, Ladder
Diagram - LD and Sequential Function Chart - SFC), which require editors.
The work of Filipe Ramos, in which the implementation of the IDE in Eclipse to IEC 61131-3
was started, was studied. In his project he created two text editors (IL and ST) and a graphical
editor (for SFC). The latter was not concluded, seeing it contained no actions or conditions, and
the object jump step was only associated with a graphical representation without any functionality.
In this dissertation the missing features to the graphical editor SFC were added, the module that
allows to import XML was created, a new perspective has been implemented and plug-ins for the
creation of a new Standard project and for the Navigators view were developed. The outlined goals
were achieved and it is now possible to create new Standard projects that integrate the developed
editors, to organize POUs - Program Organization Unit and to use the various editors.
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Capítulo 1
Introdução
1.1 Enquadramento
Um Controlador Lógico Programável (PLC) (ver Figura 1.1) é uma forma de controlo ba-
seado num microprocessador que utiliza memória programável para reter informação, tal como
instruções, e para implementar funções, a fim de controlar máquinas e processos [1]. Tendo como
principal aplicação a automação de sistemas eletromecânicos industriais, foi construído de forma
a suportar variações elevadas de temperatura ou ruído elétrico. Destina-se a ser operado sem ne-
cessidade de vasto conhecimento de computação ou das suas linguagens, mantendo-se porem a
possibilidade de configurar e alterar os seus programas. A topologia de um PLC (ver Figura 1.2)
foi projetada para que o programa de controlo possa ser introduzido a partir de um formulário
simples e intuitivo.
Figura 1.1: Exemplo de um PLC (Burnand XH) [2]
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Figura 1.2: Topologia de um PLC [1]
Devido à diversidade de linguagens de programação usadas entre diferentes fornecedores, fez
com que em 1990, com o objetivo de rentabilizar tempo e recursos, o IEC (International Elec-
trotechnical Commission), um organismo internacional de normalização, aprovasse a norma IEC
61131. Essa norma é constituída por um conjunto de padrões com o intuito de padronizar proto-
colos e linguagens de programação.
A norma IEC 61131 resume os requisitos dos sistemas PLC referentes ao seu hardware e sis-
tema de programação, inclui os conceitos comuns já em uso na programação PLC e novos métodos
de programação adicionais [3]. Esta norma foi dividida em nove partes:
1. Informações gerais;
2. Testes e requisitos do equipamento;
3. Linguagens de programação;
4. Diretrizes de utilização;
5. Comunicações;
6. Segurança funcional;
7. Programação de controlo difuso;
8. Diretrizes para a aplicação e implementação das linguagens de programação;
9. Interface de comunicação digital Single-Drop para pequenos sensores e atuadores. [4]
(aprovada em Setembro de 2013)
A norma IEC 61131-3 é um guia para a programação de PLC’s onde se refere detalhadamente
a semântica e sintaxe de duas linguagens de programação textuais (Structured Text (ST) e Instruc-
tion List (IL)), duas linguagens gráficas (Function Block Diagram (FBD) e Ladder Diagram (LD))
e uma linguagem para especificar máquinas de estados: Sequential Function Chart (SFC). É ne-
cessário referir que, sendo uma linguagem de programação, não é possível escrever um programa
completo usando apenas SFC. Tendo este facto em consideração, esta linguagem será classificada
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como sendo de programação gráfica. Partindo desta variedade de linguagens, os programadores
podem utilizar a que melhor se adequar ao problema a solucionar.
De modo a facilitar a escrita e o desenvolvimento de programas usando estas linguagens, foram
criados vários ambientes de desenvolvimento integrados (IDE - Integrated Development Environ-
ment). Estes IDE’s permitem utilizar as linguagens IEC 61131-3 na programação de softPLC’s,
softwares que correm em PC’s que permitem emular as funcionalidades de um PLC físico.
1.2 Motivação
Reconhecendo as potencialidades do Eclipse, o desenvolvimento de uma IDE para a Norma
IEC 61131-3 neste software surge como um objetivo desafiante, com inúmeros benefícios e van-
tagens práticas, tais como uma futura expansão e a integração de IDE’s já existentes.
As duas IDE’s Open Source previamente implementadas em Eclipse mais relevantes para o
desenvolvimento desta dissertação são a "Eclipse SCADA", para criar sistemas SCADA - Super-
visory Control and Data Acquisition personalizados, e a IDE 4DIAC, desenvolvida para a IEC
61499, que se centra na implementação de Function Blocks mais específicos. Existem ainda IDE’s
de acesso livre com a norma IEC 61131-3, como por exemplo o Beremiz [5], cujo desenvolvi-
mento foi realizado na linguagem python, o que complica a sua manutenção e a integração de
outros plug-ins e IDE’s.
1.3 Objetivos
O objetivo desta dissertação consiste na elaboração de um IDE Open Source para as linguagens
de programação da norma IEC 61131-3. Esse IDE será implementado com a ferramenta de desen-
volvimento Eclipse e o seu produto final será constituído por dois editores textuais e três gráficos.
Os objetivos globais são: a criação de dois editores textuais (IL e ST) para o desenvolvimento
de projetos nas linguagens textuais; a criação de três editores gráficos (SFC, LD e FBD) para o
desenvolvimento de projetos gráficos de uma forma simples e intuitiva; a integração do formato
XML para que seja possível a utilização dos nossos programas noutros IDE’s, o que possibilitaria,
por exemplo, abrir um programa no nosso IDE, que tivesse sido desenvolvido noutro; a integração
com o compilador MATIEC. Tendo este processo já sido iniciado [6], e reconhecendo que para o
projeto global continuarão a faltar certas funcionalidades, os objetivos desta dissertação são uma
continuação do trabalho já realizado, e consistem em:
1. Terminar editor gráfico, procedendo à implementação de ações, condições e atribuição do
bloco jump step;
2. Implementar o import de ficheiros em XML, dado que neste momento só é possível fazer
export (de todos os editores);
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3. Implementação de um plug-in para criar um projeto, no qual já seria possível a utilização
de todos os editores implementados até à data, e seria também possível a utilização num
programa de várias linguagens (ex.: SFC com ações em ST);
4. Implementar views (com tipos de variáveis, com lista de POU’s criados pelo utilizador);
1.4 Estrutura
Esta dissertação está organizada em cinco capítulos. Depois do primeiro capítulo, no qual se
apresenta o tema, temos o capítulo 2, que expõe uma breve pesquisa sobre a norma IEC 61131,
dando especial atenção à parte três da mesma e sobre alguns IDE’s existentes. No capítulo 3 é feita
a descrição do trabalho desenvolvido no decorrer desta dissertação, sendo o capítulo 4 ilustrativo
dos testes e resultados. Por último temos o capítulo 5 para conclusões e trabalho futuro.
Capítulo 2
Revisão Bibliográfica
Na primeira secção deste capítulo será feita uma introdução à Norma IEC 61131 (2a versão),
especificando as suas linguagens, sintaxes e semântica. De seguida será abordado a linguagem
XML, dando exemplos da sua estrutura. Será ainda apresentada uma revisão sobre a arquitetura
do Eclipse, tal como de IDE’s que permitam a implementação de programas na Norma IEC 61131-
3. Por último, será apresentado o compilador MATIEC.
2.1 Norma IEC 61131-3
A norma IEC 61131-3, além de permitir uma descrição das linguagens, atua também como
um guia à criação de projetos PLC. A terminologia POU (Program Organization Units) é funda-
mental para uma melhor compreensão dos conceitos destas linguagens, pelo que se fará uma breve
descrição dos elementos mais importantes.
2.1.1 POU
A norma IEC 61131-3 é um incentivo à criação de programas estruturados, pois permite que
um programa seja constituído por vários elementos funcionais, os quais são classificados como
Unidades de Organização de Programas (POU).
Os POU’s são a menor unidade de software independente de um programa, sendo classifica-
dos em três categorias: Funções (FUN), Blocos de Funções (FB) e Programas (PROG) [7]. Uma
das principais diferenças entre FUN e FB é que as FUN produzem sempre o mesmo valor quando
são invocadas com as mesmas entradas, sendo um exemplo disto o facto de não terem memória.
Os FB, por outro lado, têm as suas próprias memórias, pelo que se recordam dos estados ante-
riores. Os PROG representam a unidade funcional de mais alto nível e possuem a característica
de aceder aos I/Os dos PLC’s e tornar esses sinais acessíveis aos restantes POU’s. Um POU é
constituído por três partes: nome e tipo (ex: PROG nome); declaração e corpo com instruções.
Na parte "declarações"são definidas as variáveis que se irão usar no respetivo POU, tanto variá-
veis de interface como locais. É dentro do corpo do POU que os circuitos lógicos ou algoritmos
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são programados com o respetivo tipo de linguagem. Um POU pode ser chamado com ou sem
parâmetros associados.
Cada POU começa com uma keyword que identifica o seu tipo, FUNCTION_BLOCK no
que se refere à Figura 2.1 e terminando com a keyword complementar, que neste caso seria
END_FUNCTION_BLOCK.
Figura 2.1: Elementos de um POU (esquerda) e código em IL (direita) [3]
2.1.2 Tipos de variáveis
Na IEC 61131-3 as variáveis são utilizadas para inicializar, processar e guardar informação,
e têm de ser declaradas no início de cada POU, através da atribuição de um certo tipo de dado
(ex.: BYTE ou REAL), para serem definidas. As declarações das variáveis POU estão divididas
em secções separadas, que representam a declaração de cada um dos tipos de variáveis. O bloco
(VAR_* . . . END_VAR) corresponde às fronteiras dessas secções. São expostos alguns tipos de
variáveis na Tabela 2.1 [8].
Tabela 2.1: Tipos de variáveis e POU’s que as podem utilizar
Tipo de variáveis PROGRAM FUNCTION_BLOCK FUNCTION
VAR Sim Sim Sim
VAR_INPUT Sim Sim Sim
VAR_OUTPUT Sim Sim Sim
VAR_IN_OUT Sim Sim Sim
VAR_EXTERNAL Sim Sim Não
VAR_GLOBAL Sim Não Não
VAR_ACCESS Sim Não Não
A VAR é considerada uma variável local que só é visível dentro do POU e somente pode
ser processado lá. A VAR_INPUT é uma variável de entrada, fornecida ao POU e unicamente
utilizada para leitura. A VAR_OUTPUT pode ser visível para outros POU, exclusivamente para
leitura, só podendo ser alterado dentro do POU que o criou. A VAR_IN_OUT é uma combinação
entre VAR_INPUT e VAR_OUTPUT e possuí ambos os atributos. A VAR_EXTERNAL precisa
de ser declarada por outro POU como global e visível, podendo depois ser utilizada por outros
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POUs. A VAR_GLOBAL é declarada num POU e pode ser lida e alterada por outros POUs (como
variável externa). Por último, a VAR_ACCESS é uma variável global para configuração entre
comunicações (Caminho de acessos) [8].
2.1.3 Tipos de dados
A norma IEC 61131-3 define vários tipos de dados elementares para a programação dos
POU’s, entre os quais [8, 3] :
• Boolean/bit String: BOOL, BYTE, WORD, DWORD, LWORD;
• Signed integer: INT, SINT, DINT, LINT;
• Unsigned integer: UINT, USINT, UDINT, ULINT;
• Floating-point (Real): REAL, LREAL;
• Time, duration, date: TIME, DATE, TIME_OF_DAY, DATE_AND_TIME;
• Character string: STRING, WSTRING.
Para além dos tipos de dados elementares, a Norma IEC 61131-3 permite a definição de novos
tipos de dados derivados, sendo eles:
• Range - cuja variável pode assumir um valor dentro de certos limites;
• Vetores - que contêm vários elementos de qualquer tipo elementar;
• Estruturas - que funcionam como um agrupamento de vários tipos;
• Enumerações - que apenas podem assumir a forma de valores enumerados.
A Figura 2.2 expõe um possível esquema dos vários tipos derivados.
Figura 2.2: Exemplo de tipos de dados derivados [3]
8 Revisão Bibliográfica
2.1.4 Structured Text
O ST é uma linguagem textual de alto nível que tem várias semelhanças com o PASCAL, sendo
utilizada para controlar tarefas e cálculos complexos. Um programa em ST é constituído por várias
declarações “:=”, separadas por (;). Pode ter condições como IF. . . THEN. . . ELSE. . . END_IF,
CASE. . . OF, FOR ou até mesmo WHILE. Podemos ver de seguida um exemplo de um programa
com várias declarações :
VAR d : INT ;
e : ARRAY [ 0 . . 9 ] OF INT ;
f : REAL;
g : MulVar ( Var1 : = 1 0 , Var2 := 2 . 3 ) ;
h : MulVar ;
END_VAR
d := 1 0 ; (Uma d e c l a r a ç ã o )
e [ 0 ] := d ∗2 ; h := g ; ( Duas d e c l a r a ç õ es na mesma l i n h a )
d := REAL_TO_INT ( f ) ; (Uma d e c l a r a ç ã o com a i n v o c a ç ã o de uma fun ç ã o )
2.1.5 Instruction List
O IL é uma linguagem de programação semelhante ao Assembly, sendo também considerada
uma linguagem de baixo nível. O IL é uma linguagem orientada a linhas, tendo as atribuições de
execuções do PLC descritas em exatamente uma linha. É uma linguagem com algumas limitações,
sendo normalmente usada em pequenos programas ou em programas para uma melhor otimização.
A Figura 2.3 descreve a sua estrutura.
Figura 2.3: Estrutura de IL [3]
Podem ser usadas invocações a funções e jumps para controlo de fluxo, como exposto na
Figura 2.4.
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Figura 2.4: Utilização de funções em IL [3]
O exemplo 2.4 apresenta duas chamadas da função UserFun. Na primeira vez que é chamada,
será atribuída à FunPar1 o valor 10. Na segunda vez, na qual é chamada a função UserFun,
FunPar1 já terá o valor de 60, Par2 de 20 e Par3 de 30. No final, Sum será guardado com o valor
110.
2.1.6 Sequential Function Chart
Os diagramas SFC são considerados um tipo particular de máquinas de estados, equiparável
com a linguagem GRAFCET, com os quais é possível criar fluxos sequenciais e paralelos. Uma
máquina de estados é um modelo de computação matemático usado na estruturação de programas
de computação e de circuitos lógicos sequenciais. Estabelece como princípio que, num dado
momento, apenas pode estar num de vários estados possíveis, considerado o seu estado atual.
O seu estado será posteriormente alterado ao ocorrer um certo evento ou a veracidade de uma
transição. Os SFC’s, tal como as máquinas de estados, são constituídos por Steps e Transitions.
Um SFC precisa de ter um estado inicial, que será representado com um retângulo com dupla
linha. Já as transições são representadas por uma linha horizontal (ver Figura 2.5).
A cada step pode ser atribuído uma ou mais ações, que serão executadas quando esse step
estiver ativo. Em cada transition será também atribuída uma condição, sendo esta escrita noutra
das linguagens de programação da norma, em semelhança ao que acontece com as ações. Para
uma melhor compreensão do seu fluxo, a leitura dos SFC’s deverá ser, sempre que possível, na
vertical.
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Figura 2.5: Exemplo de um SFC [3]
2.1.7 Ladder Diagram
O Ladder Diagram é uma linguagem gráfica que tem uma semelhança aparente com diagra-
mas de circuitos elétricos com relés. Usa interruptores e bobines inseridos num percurso onde
circula corrente elétrica, cuja sua orientação será da esquerda para a direita. Esta linguagem de
programação é desenhada para conter processos de sinais boolean (1==Verdade ou 0==Falso).
Tem duas colunas verticais, uma de cada lado, onde se podem ligar os circuitos. As bobines do
LD representam bits no PLC. Os contactos controlam a passagem de um valor pela rede. Um
exemplo de um programa em LD pode ser visto na Figura 2.6.
Figura 2.6: Exemplo de um programa em LD [9]
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2.1.8 Function Block Diagram
Um FBD é um diagrama de blocos (Figura 2.7) que descreve uma função (ou a instância de
um FB) entre variáveis de entrada e de saída. Utiliza blocos elementares com conexões através de
linhas orientadas que transportam os dados. As entradas encontram-se sempre do lado esquerdo e
as saídas do lado direito. O controlo de fluxo é evidenciado e tem uma fácil gestão de informação
e processamento de sinais. A Figura 2.8 ilustra a representação gráfica dos componentes de um
FBD tal como as suas características.
Figura 2.7: Exemplo de um diagrama FBD [10]
Figura 2.8: Elementos de um FBD [3]
2.2 PLCopen XML (TC6-XML)
A PLCopen R©, criada em 1992, é uma organização sediada na Holanda, sendo que uma das
suas principais atividades está relacionada com a norma IEC 61131. Tendo como finalidade a
criação de um padrão em XML (eXtended Markup Language) para as linguagens IEC 61131-3
a PLCopen criou o grupo de trabalho chamado “TC6 for XML”. Este grupo de trabalho definiu
um interface, o PLCopen XML (2aEdição em 2008), baseado em XML, que permite a troca de
informação relevante de um projeto entre vários IDE’s. Esta informação, para além de textual,
pode ser também sobre objetos gráficos, guardando para isso posições, tamanhos dos respetivos
blocos de funções e as suas conexões [11, 12].
O documento XML na estrutura TC6-XML é constituído por elementos, tendo inicialmente o
"project", que será o elemento raiz dos ficheiros que irão dar entrada no conversor. O "project" é
constituído pelos seguintes elementos:
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1. "fileHeader"
2. "contentHeader"
3. "types"
4. "instances"
É no elemento "types" que estão armazenados os elementos "dataTypes" e "pous", sendo que
o elemento "pous" contém a informação sobre os diferentes POUs.
No elemento "pous" pode-se saber o nome e o tipo de POU que está guardado, assim como
a informação de variáveis ou corpo de um programa, cujo registo se encontra respetivamente nos
elementos "filho", "interface" e "body" [11].
Figura 2.9: Diagrama do elemento "body" [11]
Após finalizar a identificação da linguagem de programação são identificados os elementos do
respetivo programa.
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2.2.1 TC6-XML (SFC)
A Figura 2.10 representa os elementos presentes num programa SFC.
Figura 2.10: Diagrama do elemento "sfc" [11]
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O elemento "step" representa um único objeto de um diagrama SFC, podendo este ser um
Step ou um InitialStep, dependendo do atributo "initialStep" (ver Figura 2.11).
Figura 2.11: Diagrama do elemento "step" [11]
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O elemento "transition" representa uma transição de um programa em SFC, contendo um
elemento "condition"que representa uma condição (ver Figura 2.12).
Figura 2.12: Diagrama do elemento "transition" [11]
16 Revisão Bibliográfica
O elemento "jumpStep" representa um Jump Step de um programa SFC, que a partir do atributo
"targetName" identifica o estado para onde irá saltar (ver Figura 2.13).
Figura 2.13: Diagrama do elemento "jumpStep" [11]
No caso dos elementos que representam as ramificações de um programa em SFC, a dife-
rença entre eles é que o "simultaneousConvergence" e "selectionConvergence" contêm uma lista
de elementos "filho" "connectionPointIn", enquanto os "simultaneousDivergence" e "selectionDi-
vergence" contêm uma lista de elementos "filho" "connectionPointOut" (ver Figura 2.14).
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Figura 2.14: Diagrama dos elementos "simultaneousConvergence" e "simultaneousDivergence"
[11]
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O elemento "actionBlock" representa o objeto ActionBlock de um diagrama SFC, tendo no
elemento "connection", pertencente ao elemento "ConnectionPointIn", o id do Step a que está
ligado. O seu diagrama e o diagrama das suas ações compõem a Figura 2.15.
Figura 2.15: Diagrama dos elementos "actionBlock" e "action" [11]
É no elemento "reference", pertencente ao elemento "action", que o nome de uma ação é
registado, sendo no elemento "inline" que o código da ação é guardado.
2.2.2 TC6-XML (IL e ST)
Os programas desenvolvidos em linguagens textuais são armazenados num elemento CDATA
(contém dados de caracteres), não sendo esse texto analisado pelo interpretador XML. Os elemen-
tos começam com «![CDATA[" e terminam com "]]>" (ver Figura 2.16).
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Figura 2.16: Programa ST num ficheiro XML
2.3 Interpretador de XML (JDOM)
Para o desenvolvimento de módulos de interpretação de programas IEC 61131-3 em OpenXML
foi necessário pesquisar ferramentas orientadas para esse processo.
Rafael Gomes, que desenvolveu a dissertação "Conversor entre linguagens IEC61131-3", rea-
lizou com sucesso a conversão entre linguagens, sendo um dos seus objetivos criar um conversor
para XML [13]. A ferramenta que utilizou foi o JDOM, a qual contém as funcionalidades deseja-
das para o trabalho desenvolvido na presente dissertação, pois permite a leitura e escrita de XML,
representou a melhor opção.
O JDOM é uma ferramenta simples e de fácil aplicação baseada em Java, é open source, e
permite interpretar documentos XML e constrói os seus elementos em árvore (ver Figura 2.17)
[14].
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Figura 2.17: Árvore de elementos de um documento XML
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2.4 IDE Eclipse
Criado pela International Business Machines (IBM) e posteriormente doado como software
livre, o Eclipse tem se vindo a tornar um IDE de preferência. Foi desenvolvido para Java, mas
suporta várias outras linguagens, partindo do desenvolvimento de plug-ins (ex.: C/C++ ou PHP).
O Eclipse tem uma estrutura modular que o torna configurável, o que vai permitir a criação de
novos módulos programados em Java que comunicam a partir de extension points. É devido a
esses módulos, categorizados como views e editors, que no Eclipse também se pode programar
em outras linguagens para além de Java. A sua plataforma é estruturada em subsistemas (ver
Figura 2.18) [15, 16].
O Workbench (ou bancada de trabalho) é tudo o que o utilizador vê quando executa o Eclipse,
sendo composto pela janela principal do programa e pelas as janelas e menus que se encontram
no seu interior. O Workspace faz a gestão dos dados, dando a possibilidade a um utilizador de ter
vários workspaces para uma melhor organização do seu trabalho.
Figura 2.18: Arquitetura do Eclipse [15]
2.4.1 Workbench
A Workbench, onde estão representados os vários módulos que se podem combinar de dife-
rentes formas para criar uma perspective, é apresentada quando se inicia o IDE Eclipse. Cada
perspective terá assim atribuída os módulos (views e editors) que estão ativos e a disposição das
suas janelas para visualização. Cada utilizador pode gravar várias perspectives para serem usadas
dependendo do pretendido. O Workbench assenta sobre a ferramenta JFace e no Standard Wid-
get Toolkit (SWT). O SWT é uma ferramenta de widgets para uso em plataformas java, definindo
uma API portátil, permitindo o acesso a funcionalidades de interface com o utilizador. Deste
modo o programador terá um grau de liberdade superior, não tendo neste caso que se preocupar
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com incompatibilidades de sistemas operativos. A ferramenta JFace fornece classes para ajudar o
desenvolvimento de blocos de interface (ex.: ordenar itens, caixas de diálogos padrão, wizards).
2.4.2 Perspective
As perspetivas permitem ao utilizador organizar um workbench, sendo caracterizadas por um
conjunto de views apropriadas à tarefa a desempenhar. O utilizador pode trocar de perspetivas
durante o desenvolvimento de um projeto conforme a tarefa a executar.
2.4.3 Views
Os Views são módulos cuja principal tarefa é apresentar informação (ex.: Project Explorer
onde se mostram os ficheiros e como estão dispostos). Outra forma de views que é muito relevante
para o presente projeto é a view de propriedade dos POU’s, onde são listados todos os existentes
no projeto, facilitando o processo de os definir e realizar alterações. É possível mudar a aparência
de uma perspective abrindo e fechando janelas views, ou alterando as suas posições e tamanhos.
2.4.4 Editors
Os editors são módulos que possibilitam a edição de ficheiros, sendo atribuído um editor a um
respetivo tipo de ficheiro. O Eclipse consegue selecionar qual o editor a utilizar em cada situação,
sendo essa informação expressa em formato textual ou gráfico (como por exemplo quando abrimos
um ficheiro, por duplo-clique na view de navegação). Para o presente projeto já se encontram
definidos os editores textuais ST e IL e o editor gráfico para SFC. O objetivo final será a inclusão
dos editores gráficos para as restantes linguagens (FBD e LD).
A Figura 2.19 representa os módulos referidos anteriormente.
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Figura 2.19: Janela Eclipse com os Workbench, views, editors e perspectives assinalados
2.4.5 Plug-in’s
Partindo das API’s do Eclipse um plug-in permite definir novas classes que serão executadas
como parte da plataforma base do Eclipse. Devido a esta inclusão o plug-in desenvolvido poderá
ter acesso a outros plug-ins do sistema, mas para isso ser possível é necessário adicionar extension
points [17]. Um programa baseado em Eclipse contém vários plug-ins que podem ser adicionados,
removidos ou alterados, mudando dessa forma a funcionalidade do programa[15].
Os plug-ins são extensíveis, usando extensions e extension points, sendo que um plug-in A
pode partilhar vários extension points para que outro plug-in B utilize funcionalidades do plug-in
A. O plug-in B acede aos extension points criando uma extension (ver Figura 2.20).
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Figura 2.20: Ligação entre dois plug-ins
2.4.6 Extension Points
Os extension points são considerados pontos de ligação entre módulos. São utilizados quando
um plug-in quer dar acesso a outros plug-ins, permitindo que outros programadores tenham acesso
ao módulo implementado para usar algumas das suas funcionalidades. O Eclipse fornece alguns
extension points de raiz, como é o caso dos editors, e a sua descrição e configuração é feita através
de ficheiros XML [15].
2.4.7 Model-view-controller
O Model-view-controller (MVC) é um padrão de arquitetura de software ("design pattern")
usado na programação de interfaces com o utilizador. Como o nome indica, consiste na divisão
em três partes que se interligam, sendo o Model (modelo) o modo como a informação é inter-
namente representada. O View (vista) consiste no modo como essa informação é apresentada ao
utilizador, tendo como intermediário o Controller (controlador) (ver Figura 2.21). O controlador
aceita entradas e comunica com o utilizador enviando em seguida a informação para o model e
para a view. Podem existir várias view tendo como base o mesmo model (ex.: uma representação
de um gráfico e de uma tabela).
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Figura 2.21: Arquitetura MVC [15]
2.4.8 Eclipse Modeling Framework
A framework de modelagem do Eclipse (Eclipse Modeling Framework - EMF) permite a cons-
trução de modelos que irão ser utilizados no editor gráfico. Os modelos são representações da es-
trutura de um diagrama, contendo informação sobre o seu tipo de elementos, bem como a relação
entre esses mesmos elementos. A Figura 2.22 representa um modelo com os objetos SFCObject e
Transition.
A framework EMF contém ferramentas que permitem especificar um modelo usando apenas
definições das classes, dos seus atributos e das suas relações. O Eclipse define um diagrama UML
- Unified Modeling Language próprio (ecore) para representar o modelo.
A terminologia EMF atribuída à estrutura de um modelo é "metamodelo". Após ser criado o
metamodelo ecore o EMF permite traduzi-lo para um metamodelo Java, o qual é composto por
um conjunto de classes que representam os objetos do metamodelo e por classes auxiliares com
métodos para criar esses objetos.
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Figura 2.22: Representação do modelo SequentialFunctionChart apenas com os objetos SFCOb-
ject e Transition
2.4.9 Editores Gráficos (Graphical Editing Framework e Graphiti)
o Graphical Editing Framework (GEF) é uma framework que permite a criação de interfaces
com o utilizador de uma forma interativa, sendo composta por três plug-ins (Draw2d, GEF, Zest)
O Graphiti é uma framework que permite o desenvolvimento de editores gráficos de uma
forma mais estruturada e simples do que com o GEF. Os seus editores já trazem barras laterais
para os tipos de objetos que se podem utilizar, bem como uma grelha para melhor organização
de elementos gráficos. Esta foi a solução selecionada para a criação dos editores utilizados neste
trabalho (Figura 2.23).
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Figura 2.23: Exemplo da framework Graphiti
O Graphiti utiliza o metamodelo ecore, implementado no Eclipse Modeling Framework (EMF),
para criar elementos do modelo, relacionando-os com os respetivos elementos gráficos desenvol-
vidos na sua framework. A estrutura do Graphiti pode ser vista na Figura 2.24.
Figura 2.24: Arquitetura da framework Graphiti [15]
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O bloco "Pictogram Model" contém a representação gráfica dos elementos do modelo, en-
quanto o bloco "Domain Model" contém o modelo gerado com base no metamodelo ecore. O
bloco "Link Model" contém a informação da ligação entre os objetos pertencentes ao modelo ge-
rado no metamodelo ecore e os elementos gráficos, sendo possível vários objetos do ecore estarem
ligados ao mesmo elemento gráfico. O bloco "Diagram Type Agent" - DTA contém toda a lógica
para responder às ações do utilizador, sendo necessário construí-lo. O utilizador pode criar e eli-
minar elementos gráficos e elementos do modelo, mover e alterar a forma de elementos gráficos e
atualiza-los. A Figura 2.25 representa a estrutura do DTA.
Figura 2.25: Estrutura do DTA [15]
O DTA contém a classe Diagram Type Provider, a qual define o diagrama que se está a desen-
volver.
O DTA é formado por blocos de classes que constituem as funcionalidades a que o utilizador
pode recorrer. É necessário criar funcionalidades para cada objeto que se pretende representar
(ex.: um Step para ter a funcionalidade de adicionar cria a classe AddStep que irá pertencer ao
bloco Add Feature e para criar o objeto precisa de uma classe CreateStep que irá pertencer ao
bloco Create Feature). A classe Feature Provider é responsável por identificar qual o bloco de
funcionalidades pretendido pelo editor (devido ao context que contextualiza a Feature Provider) e
reencaminha a informação para o respetivo bloco de Features.
2.5 IDE’s para IEC 61131-3
Os PLC’s são divididos em dois tipos: os físicos, tal como referidos no Capítulo 1 (ver Figura
1.1) e os softPLC, que são softwares que permitem emular funcionalidades de um PLC físico.
Para uma melhor gestão de recursos, foram implementados IDE’s que permitem a programação
de softPLC’s, já existindo alguns para as linguagens da norma IEC 61131-3. Segue-se uma breve
descrição de alguns IDE’s existentes (Open Source e comerciais), tendo como principal finalidade
a interpretação de quais as funcionalidades que os programadores procuram.
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2.5.1 Open Source (Beremiz)
O Beremiz foi desenvolvido em parceria pela empresa LOLITECH (Logiciel Libre et Techno-
logie) e a Universidade do Porto. Nele estão integrados o compilador MATIEC, o editor gráfico
PLCOpen Editor, a interface CanOpen “CanFestival” e a ferramenta HMI “SVGUI” [5]. O Be-
remiz é programado em Python e por esse facto a sua manutenção pode ser complicada (ex.:
declaração de variáveis), o qual seria facilmente resolvido noutro tipo de linguagem de progra-
mação. O editor gráfico contém funcionalidades interessantes para o IDE em Eclipse, como por
exemplo uma view em árvore onde é possível identificar os vários tipos de editores em uso ou uma
view de variáveis. O Beremiz implementa todas as linguagens da norma IEC 61131-3.
Figura 2.26: Beremiz e view de variáveis
2.5.2 Comerciais (CoDeSys)
O CoDeSys (Controlled Developement System) (ver Figura 2.27) é um ambiente de desenvol-
vimento integrado para PLC’s, criado e comercializado pela empresa alemã 3S-Smart Software
Solutions. Suporta as linguagens da Norma IEC 61131-3 e uma linguagem gráfica (The Conti-
nuous Function Chart Editor - CFC) baseada em FBD. A CFC possui limitações relativamente à
rede, porém permite liberdade para implementar ciclos realimentados [18, 19].
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Figura 2.27: Janela de trabalho do CoDeSys [20]
2.5.3 Comerciais (Unity Pro)
O IDE Unity Pro foi desenvolvido pela companhia francesa Schneider Electric, suportando to-
das as linguagens de programação da norma IEC 61131-3, bem como a linguagem 984 LL (Ladder
Logic) para PLC’s Modicon (ver Figura 2.28) [21]. Tem como desvantagens ser restrito, havendo
a necessidade de se pagar para se ter uso de todas as suas funcionalidades, ter um período de
aprendizagem elevado, devido à complexidade das suas funcionalidades, e possuir uma interface
pouco intuitiva.
2.5 IDE’s para IEC 61131-3 31
Figura 2.28: Janela do Unity Pro [22]
2.5.4 Trabalho já realizado
No trabalho desenvolvido por Filipe Ramos [6] foram construídos dois editores textuais e um
editor gráfico para as linguagens Instruction List, Structured Text e Sequential Function Chart,
respetivamente. Os editores textuais são baseados na arquitetura de editores do Eclipse e o editor
gráfico é baseado na framework Graphiti, que se encontra desenvolvida numa arquitetura de mais
alto nível em comparação com os editores gráficos do Eclipse.
O plug-in que define os editores textuais é do tipo Editor (ver Secção 2.4.4) e para tal deve-
se ligar ao extension point org.eclipse.ui.editors. Um exemplo da declaração em XML de um
extension point para um dos editores textuais é:
< e x t e n s i o n
p o i n t =" org . e c l i p s e . u i . e d i t o r s ">
< e d i t o r
name=" IEC61131 ST E d i t o r "
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e x t e n s i o n s =" s t "
i c o n =" i c o n s / s t . g i f "
c o n t r i b u t o r C l a s s =" org . e c l i p s e . u i . t e x t e d i t o r
. B a s i c T e x t E d i t o r A c t i o n C o n t r i b u t o r "
c l a s s =" e d i t o r s . S T E d i t o r "
i d =" org . f eup . mieec . i e c 6 1 1 3 1 . e d i t o r s . S T E d i t o r ">
</ e d i t o r >
</ e x t e n s i o n >
As classes que representam os editores textuais são STEditor e ILEditor, os quais estendem
a classe TextEditor (subclasse de EditorPart, que por sua vez implementa a interface IEditor-
Part fornecida pelo Eclipse) (ver Figura 2.29) por esta conter métodos para a criação de editores
textuais.
Figura 2.29: Diagrama de classes dos Editores Textuais
Estes editores conseguem distinguir keywords devido à implementação de syntax highlight,
interpretar comentários e converter o seu texto para o formato XML, usando para isso a classe
Save2XMLHandler.
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Figura 2.30: Editor Textual com syntax highlight
Para a conversão XML ficar realizada e compatibilizada com outros IDE’s é necessário adicio-
nar manualmente, através do método createDummyProject(), informação sobre o projeto. Um dos
objetivos desta dissertação visa excluir esta necessidade, para que foi desenvolvido um Plug-in
para a criação de um novo projeto (IEC 61131-3).
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Figura 2.31: Resultado da conversão para XML
O plug-in que representa o editor gráfico para a linguagem SFC é baseado na framework
graphiti, a qual permite a extensão de dois extension points: org.eclipse.graphiti.ui.diagramTypeProviders
(ver Secção 2.4.9) e org.eclipse.graphiti.ui.diagramTypes.
Foi também necessário criar uma estrutura paralela com os elementos do modelo usando o me-
tamodelo Java EMF (Eclipse Modeling Framework), o que deu origem, através da implementação
do plug-in SFCModel, ao metamodelo ecore (ver Figura 2.32).
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Figura 2.32: Metamodelo ecore
Neste modelo foram criados um objeto do tipo SFCDiagram (serve de base a todos os restan-
tes elementos), um objeto do tipo ProjectData (contém informação sobre o projeto), e um objeto
do tipo SFCObjet (contém atributos globais que são compatíveis com os restantes elementos grá-
ficos da linguagem, por exemplo, o seu id ou tamanho dos objetos). Foram também desenvolvidos
um objeto Position (contém dois inteiros (x e y) que representam a posição dos elementos no dia-
grama) e um objeto Connection (que guarda um array de objetos Position que fará representar os
nós de uma conexão). Os restantes objetos criados(Transition, Step, SimultaneousDivergence, Si-
multaneousConvergence, SelectionDivergence, SelectionConvergence, JumpStep e o ActionBlock)
representam os blocos de um SFC. Cada elemento do modelo pode estar associado a mais do que
um elemento gráfico, e vice-versa, e neste caso o elemento Step traduz dois elementos gráficos
(Step e InitialStep), dependendo do valor da sua variável booleana initialStep.
A classe SequentialFunctionChartFactory, tal como as restantes classes presentes no plug-
in SFC_Model, resulta da conversão por parte da framework EMF do metamodelo ecore para o
metamodelo em Java.
A classe que inicia o editor deve implementar a interface IDiagramTypeProvider, o que é
feito a partir da criação da classe DiagramTypeProvider, a qual estende a classe AbstractDi-
agramTypeProvider que implementa a interface referida anteriormente. Seguindo o Graphiti
Developer Guide [15], e mantendo a arquitetura DTA, foram criadas a classe FeatureProvider e
as classes necessárias para representar os objetos de um diagrama SFC, cumprindo a estrutura de
Features. A Figura 2.33 representa o diagrama de classes do FeatureProvider.
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Figura 2.33: Diagrama de classes da FeatureProvider
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No SFC é necessário cumprir determinadas regras referentes à conexão entre blocos [8]. Um
Step deve ter conectado a montante uma Transition, um Simultaneous Divergence ou um Selec-
tion Convergence e a jusante pode ter uma Transition, um Selection Divergence ou Simultaneous
Convergence. Tendo em conta que não é permitido ligar um Step a outro, nem uma Transition a
outra, pelo que foram criados métodos na classe CreateConnection (responsável por criar uma
conexão) para assegurar o cumprimento dessas regras. Um exemplo dos métodos desenvolvidos é
o isStep2ActionBlock(sourceObject, targetObject), que valida a conexão entre um Step e um Ac-
tion Block no sentido Step->ActionBlock. Os restantes métodos aplicados podem ser consultados
na dissertação anteriormente referida [6].
Mover bendpoints diretamente, ou a partir de objetos que já se encontram ligados a outros
objetos, não proporciona o funcionamento pretendido, o qual apenas será alcançado através de
alterações do código fonte do Graphiti.
O Redimensionamento de objetos também foi desativado a partir da classe ResizeElement
devido a ter um comportamento indesejado.
Outra das funcionalidades que o editor de SFC possui são as janelas de diálogo para recolher
informação do utilizador sobre alguns objetos. Para isso foram criadas as classes PromptStep-
Name (instanciadas nas classes AddStep eAddInitialStep) e PromptNumberOfConnections
(instanciada na classe SetConnections) (ver Figura 2.34), que estendem a classe TitleAreaDia-
log.
Figura 2.34: Janela de diálogo PromptStepName (esquerda) e PromptNumberOfConnections
(direita)
A classe SetConnections que por não se integrar nas Default Features da arquitetura do
graphiti é caracterizada como uma Custom Feature, tem a funcionalidade de alterar o número
de conexões do objeto selecionado. Na sua atualização é invocada a Update Feature respetiva,
que usa as Add Features para redesenhar o objeto gráfico. Todo este processo é desempenhado de
igual modo pelas restantes Custom Features (IncreaseActions, IncreaseConnections, Decrease-
Connections).
Os objetos JumpStep, ActionBlock e Transition não se encontram finalizados pois não possuem
a funcionalidade de criar ações nos Action Blocks e condições nas transições, nem a funcionalidade
de adicionar o Step para onde se vai saltar, no caso do JumpStep.
O projeto desenvolvido por Filipe Ramos também contém as classes SFC2XML para con-
versão de SFC para XML e SFC2Text para conversão de SFC para texto. Nessas classes são
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sequencialmente executados os métodos loadObjects(), loadConnections(), writeXML() ou write-
Text() dependendo da classe, createDummyProject() e por último saveToFile(). Tendo em conta
o resultado final destas classes apresentado por Filipe Ramos [6] (ex.: no caso da conversão para
texto das Transitions é preciso percorrer os elementos quando temos ramificações até chegarmos
ao Step, ou Steps, a que a Transition está conectada) foi colocada a oportunidade de realizar cor-
reções, as quais são expostas na secção 3.1.2 da presente dissertação.
2.6 Compilador MATIEC
O MATIEC é um compilador open source para as linguagens da norma IEC 61131 que con-
verte linguagens textuais (IL,ST e SFC) para ANSI C. A linguagem gráfica SFC precisa de ser
convertida para ficheiros de texto compatíveis com a norma para posterior compilação. Este pro-
jeto foi iniciado em 2002 pelo Professor Doutor Mário Jorge Rodrigues de Sousa, distribuído sob
a licença GPL e é utilizado no projeto Beremiz, um IDE cujas funcionalidades e apresentação
gráfica serão analisadas na presente dissertação. O MATIEC contém dois tradutores de código:
o iec2iec, que traduz código escrito numa das linguagens IEC 61131-3 para código escrito na
mesma linguagem (apenas para debug); e o iec2c, que traduz código IEC 61131-3 para código na
linguagem de programação ANSI C [23].
Figura 2.35: Compilador MATIEC
Capítulo 3
Desenvolvimento
O desenvolvimento da IDE para a norma IEC 61131-3 realizado na presente dissertação é
uma continuação do trabalho iniciado por Filipe Ramos [6], pelo que, para além dos objetivos
estabelecidos, engloba uma fase inicial de correções do trabalho já existente (ver secção 3.1.2).
Ao plug-in do Editor Gráfico SFC foram adicionados os componentes em falta, tendo sido tam-
bém acrescentadas ao referido Editor Gráfico funcionalidades que melhoram o desenvolvimento
da sua linguagem, por exemplo poder redimensionar os objetos gráficos.
Foram desenvolvidos diagramas de classes do trabalho desenvolvido nesta dissertação para
melhor acompanhamento e compreensão do que foi implementado (ver no Anexo A.1). É ainda
disponibilizado e referenciado o diagrama de classes do editor textual para melhor esclarecimento
do trabalho anteriormente realizado [6] e da inclusão da funcionalidade de importação.
Foram criados mais dois plug-ins, um para a criação de um novo projeto IEC 61131-3 e outro
para a criação de um navegador, configurado com o intuito de interpretar apenas projetos criados
do tipo IEC 61131-3 e possibilitar a integração dos editores textuais e gráficos.
3.1 Editor Gráfico (SFC)
Nesta secção serão apresentadas as correções e novas implementações realizadas no editor
gráfico com o objetivo de possibilitar a criação de programas completos e facilitar o seu desenvol-
vimento.
Visto que foi alterado a estrutura de alguns objetos, foi necessário alterar o metamodelo ecore
para corresponder a essas alterações.
3.1.1 Metamodelo ecore
O objeto SFCDiagram representa o diagrama SFC e contém uma lista de Steps, de Transitions,
de SimultaneousDivergence, de SimultaneousConvergence, de SelectionDivergence, de Selection-
Convergence e uma lista de ActionBlocks. Para que todos os objetos de um diagrama SFC sejam
representados foi acrescentado uma lista de Jump Steps.
39
40 Desenvolvimento
Outras das alterações efetuadas, foi no objeto ActionBlock que era constituído pelos seguintes
atributos:
• actionBlockName: EString1
• Vetor de actionsId: EInt
• Vetor de actionsType: EString
Atributo Unique = true
• Vetor de actionsName: EString
Atributo Unique = true
• Vetor de actionsLanguage: EString
Atributo Unique = true
• Vetor de actionsCode: EString
Atributo Unique = true
• numberOfActions: EInt
Todos estes atributos estavam caraterizados como Unique, o que foi necessário alterar devido
à duplicação de actionsTypes ou actionsCodes em diferentes ações. Surgiu ainda a necessidade de
acrescentar alguns atributos para que o ActionBlock pudesse guardar toda a informação relevante
de uma ação.
O atual objeto ActionBlock encontra-se com os seguintes atributos:
• actionBlockName: EString
• Vetor de actionsId: EInt
• Vetor de actionsType: EString
Atributo Unique = false
• Vetor de actionsName: EString
Atributo Unique = false
• Vetor de actionsLanguage: EString
Atributo Unique = false
• Vetor de actionsCode: EString
Atributo Unique = false
1Os metamodelos ecore utilizam os mesmos tipos de dados do Java mas para os distinguir adicionam a letra ’E’
antes do tipo.
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• numberOfActions: EInt
• actionsQualifier
• actionsDuration
• actionsIndicator
Foram criados os atributos actionsQualifier com o objetivo de armazenar o qualificador da
ação (ex.: qualificador do tipo ’N’), o actionsDuration para guardar o tempo de duração da ação,
dependendo a sua funcionalidade dos qualificadores (’L’,’D’,’SD’,’DS’ ou ’SL’) e o atributo ac-
tionsIndicator para guardar o nome da variável indicator, a qual é representada por uma variável
booleana que pode ser definida para indicar a conclusão ou o tempo de espera, entre outras coisas,
da respetiva ação. Estes atributos são declarados como vetores, pois cada ação tem o seu próprio
qualificador, tempo de duração e indicador. Seus dados são do tipo EString e a propriedade Unique
está declarada como falsa. A Figura 3.1 representa as propriedades de um dos atributos criados.
Figura 3.1: Propriedades de um atributo de um Metamodelo ecore
A Figura 3.2 representa o novo metamodelo ecore, enquanto a Figura 3.3 expõe o diagrama de
classes da classe SequentialFunctionChartFactory (responsável por criar os objetos definidos
no metamodelo ecore) apenas com o objeto ActionBlock.
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Figura 3.2: Novo Metamodelo ecore
Figura 3.3: Diagrama de classes da SequentialFunctionChartFactory
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A Figura 3.2 representa o novo metamodelo ecore, enquanto a Figura 3.3 expõe o diagrama de
classes da classe SequentialFunctionChartFactory (responsável por criar os objetos definidos
no metamodelo ecore) apenas com o objeto ActionBlock.
3.1.2 Framework Graphiti
Na presente subsecção serão expostas a estrutura e funcionalidade da arquitetura do Graphiti
e as modificações que foram efetuadas no editor gráfico.
As classes responsáveis pelas Add Features contém um método canAdd(), para validar se o
objeto que se pretende inserir tem as condições necessárias para tal, e um método add() onde se
desenha o objeto gráfico num processo que se inicia através da criação de um retângulo invisível,
onde se podem adicionar linhas, formas geométricas, texto e as âncoras dos objetos.
A classe responsável pela Create Connection Feature contém um método canStartConnec-
tion() para validar a criação de uma conexão verificando se a âncora pertence a um dos objetos
do editor gráfico. Também contém um método canCreate() que verifica se a conexão é válida
seguindo as regras das conexões entre blocos no SFC. Para auxiliar esta verificação foram criados
vários métodos, por exemplo isStep2ActionBlock(sourceObject, targetObject), que valida a cone-
xão entre um Step e um Action Block. Após a verificação ser concluída é criado um objeto do tipo
Connection, existente no metamodelo ecore presentemente desenvolvido, com o modelo create()
e são atualizados os objetos que se estão a ligar. Em seguida é chamada a Add Feature da conexão
para criar o objeto connection. As restantes classes responsáveis pelas Creates Features apenas
contêm os métodos canCreate() e create().
As classes responsáveis pelas Updates Features previamente existentes eram a UpdateSimul-
taneousConvergence, a UpdateSimultaneousDivergence, a UpdateSelectionConvergence, a
UpdateSelectionDivergence e a UpdateActionBlock. Na presente dissertação foram adicional-
mente criadas as classes UpdateStep, UpdateJumpStep e UpdateTransition, as quais surgem da
necessidade de redesenhar os objetos gráficos do diagrama, necessidade essa que se pode dever a
uma mudança das ações de um Action Block ou à alteração no número de ligações dos objetos com
ramificações. A implementação do redimensionamento dos objetos gráficos motivou a criação das
restantes classes, as quais permitem que todos os elementos do SFC sejam atualizados. Cada uma
destas classes contém o método canUpdate() que retorna true ou false depois de verificar se o
objeto que se está a atualizar pertence ao tipo da respetiva classe (ex.: JumpStep retorna true na
classe UpdateJumpStep). O método updateNeeded() verifica se os atributos dos objetos estão
atualizados e por último o método update() atualiza o próprio objeto gráfico.
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Figura 3.4: Diagrama de classes da FeatureProvider com as Update Feature
Para atualizar um objeto é inicialmente guardada a informação da sua posição e tamanho
inicial, assim com a informação da existência de âncoras a outros objetos. Após este passo o objeto
do modelo é separado da representação gráfica, ou seja, é apagado o containerShape do objeto
pertencente ao metamodelo ecore (ver Figura 3.5), assim como as suas conexões. Finalmente,
com a ajuda da Add Feature respetiva, será criado um novo objeto gráfico atualizado e as suas
conexões.
Figura 3.5: Ligação entre o objeto do metamodelo ecore e a sua representação gráfica [15]
3.1 Editor Gráfico (SFC) 45
A classe DeleteWithoutPrompt, responsável pela Delete Feature, foi alterada de forma a não
apresentar uma janela de erro ou de aviso, forçando desse modo a sua execução (o método getUser-
Decision() a retornar true). Esta classe contém o método delete(), o qual está implementado para
fazer a atualização de objetos gráficos que estejam ligados por uma conexão quando o Graphiti
apaga os objetos do modelo, mas, se esse objeto for uma conexão, é necessário também alterar os
objetos que faziam parte dessa ligação. Este método tem como função validar o objeto que se irá
apagar (confirmando se corresponde ao tipo Connection) e identificar os objetos do tipo SFCOb-
ject (a partir das âncoras e dos atributos getConnectionStart()/getConnectionEnd() da conexão).
Após estes procedimentos é identificado a que objetos estavam ligados e feita a remoção dessa li-
gação a partir dos atributos getInObjects()/getOutObjects(), que fazem parte do objeto SFCObject
e de qualquer um dos objetos do SFC. Tendo em conta que existia uma falha na identificação dos
objetos a que estavam ligados e da respetiva remoção, esta foi corrigida.
A classe MoveElement responsável pela Move Shape Feature, tal como as classes Move-
Bendpoint e AddBendpoint referentes às Move Bendpoint Feature e Add Bendpoint Feature, não
foram modificadas no decorrer desta dissertação.
Já a classe ResizeElement, responsável pela Resize Shape Feature que se encontrava a retornar
a classificação false no método canResizeShape(), foi modificada para permitir a manipulação dos
objetos para facilitar a leitura e criação dos programas em SFC. Na secção 3.1.6 serão explicadas
as modificações efetuadas e quais as classes necessárias para obter o objeto gráfico final.
Foi criada uma Layout Feature que contém o método canLayout(), o qual verifica se o objeto
pertence aos objetos SFC e pode ser reestruturado. Essa classe (LayoutFeature) também tem um
método layout() que, ao invés de alterar a estrutura, invoca as funcionalidades das classes Update
Feature.
A Figura 3.6 representa o diagrama de classes da FeatureProvider com seguintes Features:
Delete Feature, Move Shape Feature, Resize Shape Feature e Layout Feature.
Figura 3.6: Diagrama de classes da FeatureProvider com as Features referidas anteriormente
Uma das classes que implementa Custom Feature foi modificada de IncreaseActions para
ChangeActions e o que anteriormente incrementava um valor no atributo setNumberOfActions()
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de um objeto do tipo ActionBlock agora apenas atribui um identificador para transmitir o intuito de
alterar o respetivo Action Block, fazendo de seguida uma chamada à Add Feature do Action Block
(AddActionBlock), e é disponibilizado ao utilizador uma janela de diálogo com ações existentes e
a possibilidade da sua alteração. As funcionalidades das janelas de diálogos serão abordadas na
secção 3.1.7. A Figura 3.7 representa o diagrama de classes da FeatureProvider com as Custom
Feature.
Figura 3.7: Diagrama de classes da FeatureProvider
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3.1.3 Jump Step
O objeto JumpStep, tal como os restantes objetos pertencentes ao SFC, está implementado a
partir de uma Add Feature e de uma Create Feature. A classe CreateJumpStep responsável pela
Create Feature não sofreu qualquer tipo de alteração, ao contrário da classe responsável pela Add
Feature AddJumpStep que teve algumas, uma das quais para permitir definir o Step para onde o
fluxo do programa iria saltar.
Tal como as restantes Add Features esta classe contém um método canAdd() que verifica se o
objeto pode ser adicionado ao diagrama através do processo demonstrado no algoritmo 1.
A Add Feature responsável por criar o Jump Step apresenta uma janela de diálogo onde o utili-
zador deve inserir o nome do Step (ver Secção 3.1.7), que indicará para onde deve saltar o fluxo do
programa e caso o nome contenha espaços, ou não exista o Step, é apresentada uma mensagem de
aviso e é novamente pedido ao utilizador para inserir um nome. Para determinar se o nome inse-
rido pertence aos Steps existentes é criado um método chamado alreadyExists() que irá percorrer
todos os objetos do diagrama e, caso exista, retorna true e adiciona o Step ao objeto JumpStep com
a utilização do atributo getOutObjects() (ex.: jumpStepObject.getOutObjects().add(stepObject); ).
A classe AddJumpStep também contém um método add() que irá criar a representação gráfica
do objeto, sendo o nome inserido pelo utilizador um dos elementos que fará parte dessa represen-
tação gráfica.
Figura 3.8: Representação gráfica de um JumpStep
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Algoritmo 1: Classe: AddJumpStep método canAdd()
Entrada: context <- IAddContext
Saída: Booleano
1 início
2 Object newObject = context.getNewObject()
3 se newObject é um Jump Step então
4 se context está num diagrama então
5 se o objeto tiver um nome a então
6 alreadyExists(Nome do Step destino, newObject)
7 fim
8 senão se o objeto não tem ainda destino então
9 É criada uma janela de diálogo getNameDialog
10 enquanto Não tiver um nome faça
11 se O utilizador carregar no OK da janela de diálogo então
12 se O alreadyExists(Nome do Step destino, newObject) retornar
falso então
13 Criar nova janela de diálogo
14 Apresenta mensagem para introduzir um Step existente
15 fim
16 senão se Nome contém espaços então
17 Criar nova janela de diálogo
18 Apresenta mensagem para introduzir um nome sem espaços
19 fim
20 fim
21 senão
22 retorna Falso
23 fim
24 fim
25 fim
26 retorna Verdadeiro
27 fim
28 fim
29 retorna Falso
30 fim
aquando se está na situação de importar o objeto JumpStep é carregado com o nome do seu destino no atributo
getName();
Na classe CreateConnection o Jump Step tornou necessário implementar alguns métodos para
validar as regras das conexões de um SFC. Os métodos adicionados devido a este objeto na classe
foram:
3.1 Editor Gráfico (SFC) 49
Para validar a ligação entre um Jump Step e uma Transition
• isBottomOfTransition2TopOfJumpStep(sourceTransition, targetJumpStep);
• isTopOfJumpStep2BottomOfTransition(sourceJumpStep,targetTransition);
Para validar a ligação entre um Jump Step e uma Simultaneous Divergence
• isBottomOfSimultaneousDivergence2TopOfJumpStep(sourceSimultaneousDivergence, tar-
getJumpStep);
• isTopOfJumpStep2BottomOfSimultaneousDivergence(sourceJumpStep, targetSimultaneous-
Divergence);
Para validar a ligação entre um Jump Step e uma Selection Convergence
• isBottomOfSelectionConvergence2TopOfJumpStep(sourceSelectionConvergence, targetJumpS-
tep);
• isTopOfJumpStep2BottomOfSelectionConvergence(sourceJumpStep, targetSelectionConver-
gence);
As atualizações realizadas nos conversores de texto e XML com informação referente ao Jump
Step serão descritas nas secções 3.1.8 e 3.1.9.
3.1.4 Action Block
O objeto ActionBlock, à semelhança do objeto JumpStep, está implementado a partir de uma
Add Feature e de uma Create Feature. A classe CreateActionBlock, responsável pela Create
Feature não sofre qualquer tipo de alteração, ao contrário da classe responsável pela Add Feature
AddActionBlock que agora permite a adição de ações.
A classe AddActionBlock contém o método canAdd(), que verifica se o objeto pode ser adi-
cionado ao diagrama através do processo demonstrado no algoritmo 2.
Figura 3.9: Algoritmo 2 do ActionBlock (Parte 1)
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Figura 3.10: Algoritmo 2 do ActionBlock (Parte 2)
A Add Feature responsável por criar o Action Block apresenta uma janela de diálogo onde o
utilizador pode adicionar ações (ver Secção 3.1.7) ou alterá-las dependendo se o objeto está a ser
3.1 Editor Gráfico (SFC) 51
criado pela primeira vez ou se a funcionalidade do Custom Feature ChangeActions foi invocada.
Foram criados dois métodos com a finalidade de carregar as ações para a janela de diálogo e
adicionar a informação das ações para o objeto ActionBlock. O método loadActionsToPrompt()
tem a finalidade de, caso o Action Block já contenha alguma ação, adicionar em vetores a infor-
mação das suas ações para posteriormente serem passadas à classe PromptActionBlock, que se
responsabiliza por criar a janela de diálogo do Action Block. Já o método addActionsToObject()
adiciona no objeto as ações retornadas pela janela de diálogo.
A classe AddActionBlock também contém um método add() que irá criar a representação grá-
fica do objeto, que consiste num retângulo com três divisões para cada ação, sendo este replicado
pelo número de ações existentes. A Figura 3.11 ilustra a representação gráfica do objeto Action
Block.
Figura 3.11: Representação gráfica de um ActionBlock com uma ação
O primeiro campo onde se encontra a variável ’N’ é reservado para representar o qualificador
da ação. Caso o qualificador seja L, D, SD, DS ou SL, na janela de diálogo será disponibilizada
uma caixa de texto para que o utilizador insira o tempo de duração da respetiva ação, sendo este
apresentado no mesmo campo que o qualificador (ver Figura 3.12).
O centro representa o nome da ação caso o tipo seja Action ou código por consequência do
tipo Inline.
Por fim temos um espaço para representar a variável Indicator, que pela Figura 3.12 tem o
nome de ’B’.
Figura 3.12: Representação gráfica de um ActionBlock com uma ação e tempo de duração
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Figura 3.13: Representação gráfica de um ActionBlock com várias ações
A classe ChangeActions apenas atribui um identificador ao objeto para ser utilizado na veri-
ficação da classe AddActionBlock e de seguida recorre ao Update Feature do ActionBlock.
A classe UpdateActionBlock responsável pela Update Feature do Action Block foi alvo de
correção, pois não existia conexão entre o Action Block e o Step, o que originava problemas quando
o objeto Action Block era atualizado, deixando de existir a sua ligação.
As classes SFC2XML e SFC2Text obtiveram atualizações com a adição de informação refe-
rente às ações e aos atributos criados (actionQualifier, actionDuration, actionIndicator), as quais
serão mencionadas nas secções 3.1.8 e 3.1.9.
3.1.5 Transition
O objeto Transition está implementado com a classe CreateTransition responsável pela Cre-
ate Feature e, tal como os restantes objetos, não sofre qualquer tipo de alteração. A classe respon-
sável pela Add Feature AddTransition, à semelhança dos últimos objetos descritos, sofre altera-
ções para permitir ao utilizador inserir condições, podendo estas ser o nome de uma transição ou
apenas código.
A classe AddTransition contém o método canAdd(), que verifica se o objeto pode ser adicio-
nado ao diagrama, sendo o seu algoritmo (Algoritmo 3) muito semelhante aos anteriores objetos.
Figura 3.14: Algoritmo 3 da Transition (Parte 1)
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Figura 3.15: Algoritmo 3 do Transition (Parte 2)
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A Add Feature responsável por criar o objeto Transition apresenta uma janela de diálogo onde
o utilizador pode adicionar o nome ou código da transição (ver Secção 3.1.7). A classe AddTran-
sition contém ainda um método add() que irá criar a representação gráfica do objeto, utilizando
também o nome inserido pelo utilizador como um dos elementos que irá compor essa representa-
ção gráfica.
Figura 3.16: Dois objetos gráficos Transition com nome transição (esquerda) e código (direita)
Devido ao melhoramento das transições com a inserção de condições as classes SFC2XML
e SFC2Text sofreram algumas alterações (ver secções 3.1.8 e 3.1.9) pois dependendo do tipo de
informação inserida pelo utilizador, nome da transição ou código, a informação gerada para XML
varia. A conversão para texto foi corrigida e foi adicionada a informação necessária no caso de ser
atribuído o nome da transição.
3.1.6 Resize Element
A classe ResizeElement, responsável pela Resize Shape Feature, contém o método canResi-
zeShape(), o qual permite a manipulação dos objetos para facilitar a leitura e criação dos programas
em SFC, retornando verdadeiro depois de se verificar que o objeto pertence ao metamodelo ecore.
Foi criada também uma Layout Feature que é ativada quando o tamanho do objeto é alterado.
A classe LayoutFeature contém o método canLayout(), que verifica se o objeto em questão per-
tence aos objetos SFC e pode ser reestruturado. Esta classe também tem um método layout() que,
ao invés de alterar a estrutura, reutiliza as funcionalidades do Update Feature.
Quando se está perante um redimensionamento e as funcionalidades do Update Feature res-
petivo é invocado, o objeto é redesenhado e a classe Add Feature é utilizada. No caso de objetos
que contenham informação, por exemplo um step que tem atribuído um nome, a verificação é feita
no método canAdd(), pois queremos evitar a interação com as respetivas janelas de diálogo. As
classes AddInitialStep, AddStep e AddJumpStep verificam se o objeto já contém um nome com
o atributo getName(). Por outro lado, a classe AddTransition, para além de verificar o atributo
getName(), testa também o atributo getConditionCode(), pois estando implementadas as condi-
ções nas transições a sua informação é armazenada no atributo respetivo (nome da transição em
getName() e código em getConditionCode() ). Por último, a classe responsável pelo action block
AddActionBlock verifica se o atributo getName() contém alguma String e, caso seja verdade,
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compara com a String ’change’. Esta verificação é feita para determinar se a classe foi invo-
cada por causa de uma alteração do action block e caso não seja verificada é então concluído que
estamos perante um redimensionamento.
Um objeto pode ser criado de duas maneiras usando o redimensionamento. Fazendo duplo
clique no diagrama o objeto fica com as dimensões pré-definidas em SFCObjectData, porém é
possível alterá-las se ao criar o objeto se desenhar o tamanho pretendido para este com o cursor
do rato (Figura 3.17). Outra forma de usar o redimensionamento é feita quando o objeto já está
criado e queremos alterar o seu tamanho.
Figura 3.17: Antes e o depois da criação de um objeto
Após ser feita a verificação no método canAdd() será em add() que o objeto terá atribuídas
as suas novas dimensões. As classes responsáveis pelo JumpStep e Step atribuem ao objeto as
variáveis pré-definidas caso o objeto ainda não tenha nenhum tamanho definido, senão atualizam
com os novos valores recebidos.
A classe responsável pelo estado inicial AddInitialStep, para além do que faz um Step, tam-
bém atualiza o retângulo interno e a distância entre retângulos.
A classe AddTransition atribui as dimensões pré-definidas caso o objeto ainda não tenha
dimensão, atualizando com as dimensões recebidas em caso contrário. É feita uma filtragem
para não permitir criar ou redimensionar a altura de uma transição superior à pré-definida em
SFCObjectData (Figura 3.18).
Figura 3.18: Redimensionamento de uma transição com respetiva restrição
No caso do actionBlock a preocupação referente no redimensionamento foi concentrada no
tamanho do campo pertencente ao nome da ação ou no código Inline quando aumentada a largura
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do objeto. Já a altura é redistribuída pelas ações pertencentes ao actionBlock, sendo necessário
para que isso seja possível o cálculo a partir da altura do objeto e do número de ações a dimensão
de cada ação (ver Figura 3.19). Caso a classe seja invocada devido a uma alteração das ações é
guardada informação necessária para que o tamanho de cada ação seja mantido (ver Figura 3.20).
Figura 3.19: Redimensionamento de um actionBlock
Figura 3.20: Redimensionamento de um actionBlock quando eliminada uma ação
As restantes classes responsáveis pelas ramificações à semelhança da transição, fazem uma
filtragem para que não seja permitido atribuir aos objetos altura superior à pré-definida. Para
definir a distância entre âncoras esta é calculada a partir da largura do objeto e o número de
âncoras que este possui (ver Figura 3.21).
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Figura 3.21: Redimensionamento de um Simultaneous Divergence e Simultaneous Convergence
Quando é feita uma importação todos os objetos assumem o tamanho que é atribuído a partir
de informação recolhida do ficheiro xml.
3.1.7 Janelas de Diálogo
Como referido na secção 2.5.4, o editor gráfico já possuía duas classes que proporcionavam
interação com o utilizador para recolher informação sobre o nome dos estados e número de cone-
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xões. Com a implementação do Jump Step, das ações pertencentes ao Action Block e das condições
referentes às Transitions foram desenvolvidas janelas de diálogo para estes restantes elementos.
A classe PromptJumpStepName é usada para pedir ao utilizador o nome do Step para onde
quer saltar o programa. Em semelhança às classes PromptStepName ou PromptNumberOfCon-
nections a classe responsável por recolher a informação para o Jump Step estende a classe Title-
AreaDialog, sendo este o elemento comum às restantes classes implementadas (ver Figura 3.22).
Figura 3.22: Janela de diálogo de um Jump Step
A classe PromptTransition tem implementado um botão Combo para o utilizador selecionar
que informação quer guardar da transição, sendo as suas opções o nome da transição ou o código
Inline. Para guardar a informação introduzida pelo utilizador é usada uma caixa de texto (ver
Figura 3.23).
Figura 3.23: Janela de diálogo de uma Transition
A implementação da classe responsável pela criação de ações de um action block revelou-se
como sendo a mais trabalhosa de realizar. A PromptActionBlock está implementada com um
botão para adição de ações, um botão por cada ação para se permitir apaga-la, dois botões Combo
para atribuir o qualificador e o seu tipo, e também com três caixas de texto para guardar os restantes
atributos.
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Foram implementados eventos nos dois botões da janela de diálogo, criando os objetos quando
se carrega no botão Add ou apagando a respetiva linha do botão Delete acabado de carregar.
Quando essa linha é apagada a janela de diálogo é imediatamente organizada, fazendo avançar
uma linha para cima todas as ações criadas por debaixo da ação apagada.
A caixa de texto pertencente ao atributo da duração de uma ação é iniciada como "desativada",
sendo apenas possível inserir informação quando o qualificador que se encontra na respetiva linha
possuir um dos seguintes valores: L, D, SD, DS ou SL.
Quando a classe PromptActionBlock é criada recebe vetores que passam a informação do
action block, pois este objeto possui a funcionalidade de alterar as suas ações, tendo a janela de
diálogo a função de atualizar a sua informação. A Figura 3.24 representa a janela de diálogo
quando um Action Block é criado, e a Figura 3.25 a reconstrução das ações por invocação de um
Change Action.
Figura 3.24: Janela de diálogo de um Action Block quando é criado
Figura 3.25: Janela de diálogo de um Action Block por implicação de um Change Action
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Tanto a classe PromptTransition como a PromptActionBlock permitem estender a janela de
diálogo para facilitar a sua leitura ou escrita. Na janela de dialogo das ações do Action Block a
caixa de texto extensível será a do atributo Value, pois será neste espaço que o utilizador irá inserir
o código se o tipo de ação for Inline (ver Figura 3.26).
Figura 3.26: Redimensionamento da janela de diálogo
A Figura 3.27 representa o diagrama de classes das janelas de diálogo.
Figura 3.27: Diagrama de classes das janelas de diálogo
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3.1.8 Conversão para XML
Foi necessário efetuar algumas correções para que a conversão para xml reflita o programa
desenvolvido no editor gráfico, nomeadamente no getSelectionConvergence() e no getSimulta-
neousConvergence() (relativamente ao número da conexão que não convertia corretamente, pois
tinha variáveis mal atribuídas). Também os métodos para o Selection Divergence e Simultaneous
Divergence obtiveram uma correção gravando agora corretamente o objeto que está ligado à ân-
cora de entrada. Uma dessas correções foi alterar do getInObjects() para getConnectionsIn() (ver
Figura 3.28).
Figura 3.28: Antes e depois da correção das conexões na classe SFC2XML
Foi adicionado ao método loadObjects() a criação do objeto Jump Step e ao método load-
Connections() as ligações possíveis de um Jump Step. Para que o Jump Step seja incorporado foi
adicionado ao método writeXML() a condição de, caso o objeto seja identificado, ser chamada a
função getJumpStepStr() e, partindo dos atributos do objeto, ser adicionada a informação à string
xml.
Com a implementação das ações ao ActionBlock foi necessário implementar meios para con-
verter xml dos atributos de cada ação.
A conversão para xml de uma transição foi alterada para que quando o utilizador escolhe
o nome da transição aparecer <reference name> e o respetivo nome ou <inline name>, caso o
utilizador tenho optado por código Inline.
3.1.9 Conversão para Texto
A conversão para texto de um diagrama SFC é processada de forma semelhante à conversão
para XML. Apenas são representados os objetos Step, InitialStep, JumpStep e Transition, sendo as
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ramificações percorridas até encontrar um dos objetos mencionados anteriormente.
Foi adicionado o objeto Jump Step aos métodos loadObjects() e loadConnections() e foi acres-
centada informação no getTransitionStr(), o qual permite identificar a que estados está ligada a
transição.
Para corrigir o getTransitionStr() foi necessário percorrer os objetos, perante o aparecimento
de uma ramificação, até chegar aos respetivos Steps. Após esta ser corrigida a classe responsável
pela conversão para texto (SFC2Text) já permite identificar os estados de entrada e de saída de
uma transição (ver Figura 3.1.4).
Figura 3.29: Resultado da conversão para texto de uma ramificação
Com a implementação das condições, a sua informação também será registada pelo conversor.
As ações são registadas atribuindo ao Step que está ligado ao ActionBlock o nome das suas
ações e os seus atributos. A Figura 3.30 mostra a conversão para texto de um Step e de um
ActionBlock.
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Figura 3.30: Conversão para texto do Step e Action Block
3.2 Import
O segundo grande objetivo desta dissertação, está relacionado com a criação de módulos de
interpretação de programas, referentes à norma IEC 61131-3 em OpenXML. Estando já termi-
nada a conversão para XML de um diagrama em SFC e de programas em IL ou ST, faltava a
funcionalidade de importação para que o software fosse flexível e de fácil integração com outros
IDE’s.
Foi utilizado o Beremiz para testar e validar a importação e foi usada a ferramenta JDOM para
a interpretação de XML.
3.2.1 Parsing XML (JDOM)
Para processar as informações presentes em documentos XML, existem várias linguagens e
bibliotecas, sendo a ferramenta JDOM a utilizada nesta dissertação.
Esta ferramenta constrói uma árvore de elementos a partir da informação que interpreta do
ficheiro XML, percorrendo-a através do método getChild() até chegar aos atributos do elemento
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pretendido. Para melhor compreensão, a Figura 3.31 demonstra quais as instruções utilizadas para
chegar ao elemento Step e respetivos atributos.
Figura 3.31: Instruções necessárias para interpretar os atributos de um Step
3.2.2 Editor Gráfico (SFC)
A classe XML2SFC foi implementada para interpretar um documento em XML e construir
os objetos e as conexões de um diagrama em graphiti.
Quando percorrido o ficheiro xml é possível recolher a informação para criar o objeto e a
respetiva conexão, porém para que a conexão seja criada é necessário que ambos os objetos já se
encontrem criados. É devido a esta necessidade que serão criados os objetos em primeiro lugar e
de seguida será percorrido novamente o ficheiro xml para fazer as conexões entre objetos.
A classe XML2SFC estende a classe AbstractHandler, que por sua vez implementa a classe
IHandler (a Figura 3.32 representa o diagrama de classes dos Handlers).
Foi criada uma extensão no plug-in para o handler (referente à classe XML2SFC) para o ex-
tension point org.eclipse.ui.handlers. Com recurso ao extension point org.eclipse.ui.menus é
possível adicionar o Handler anterior, sendo disponibilizado ao utilizador.
A classe XML2SFC contém o método execute(), que é ativo quando o utilizador seleciona
a opção para importar um ficheiro em SFC. É neste método que se verifica se o editor que se
encontra ativo corresponde a um diagrama e não contém qualquer objeto, isto é, se o editor está
vazio.
Em seguida é invocado o método openFile(), o qual cria a janela de diálogo que permitirá ao
utilizador selecionar o ficheiro xml que pretende importar.
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Tendo o ficheiro carregado é necessário invocar o método parseFile(), que implementa a fer-
ramenta JDOM para interpretar o código em XML, como pode ilustrar a figura 3.31. Posto isto, os
métodos setObjects_SFC() e setConnections_SFC() serão responsáveis pela criação dos objetos e
das conexões.
Figura 3.32: Diagrama de classes do Editor Gráfico (Handlers)
3.2.2.1 Objetos
Identificando que o elemento é um SFC, são criadas listas de elementos a partir dos "filhos"
pertencentes ao elemento SFC para posteriormente criar objetos do metamodelo ecore Sequenti-
alFunctionChart. Os objetos são criados a partir da classe SequentialFunctionChartFactory que
contém métodos para criar os objetos pertencentes ao metamodelo ecore, sendo de seguida adici-
onados ao diagrama do graphiti.
Para a criação do objeto Step são recolhidos os atributos ’name’, ’height’, ’width’, as posições
’x’ e ’y’ do objeto, o ’localId’ e o atributo para identificar se o step é um estado inicial ou não
(’initialStep’).
Depois de recolhidos os atributos, a informação pertencente ao objeto ecore como por exemplo
o nome de um Step, serão adicionados ao próprio objeto. Já a informação referente à posição e
tamanho dos objetos serão guardados no objeto AddContext (objeto do graphiti que transmite o
contexto a FeatureProvider) para que no grupo de classes Add Features seja possível aceder
a essa informação. A Figura 3.33 demonstra o objeto addContext que tem associado o objeto
66 Desenvolvimento
ecore transition, contém uma representação gráfica (âncoras, linhas verticais e horizontais e texto
- "tran1"), contém a altura, a largura e posições (x e y) no diagrama.
Figura 3.33: Diagrama de classes do Editor Gráfico (Handlers)
Para a criação dos jumpSteps é necessária a leitura do atributo ’targetName’, que representa o
nome do Step para onde vai saltar o Jump Step. O atributo ’targetName’ é passado no objeto para
que na verificação em AddJumpStep seja identificado o seu objeto de saída.
A informação referente às transições e respetivas condições é interpretada e, caso o elemento
encontrado seja inline, é atribuído o texto à propriedade ConditionCode() do objeto transition.
Caso o elemento se refira a uma reference o atributo ’name’ indica o nome da transição.
No caso do ActionBlock são identificados todos os atributos e todas as ações. De modo a que
a classe AddActionBlock tenha o comportamento desejado, ou seja, para que na verificação efe-
tuada no método add() o objeto seja criado sem o aparecimento da janela de diálogo, foi atribuída
a string ’import’ ao ActionBlock.
Os objetos Simultaneous Convergence e Selection Convergence, para além de possuírem atri-
butos de posição e tamanho, identificam o número de conexões a partir do elemento ’connec-
tionPointIn’. Da mesma forma que os Simultaneous Divergence e Selection Divergence sabem
quantas âncoras de saída precisam de ser criadas, recorrendo ao número de elementos ’connecti-
onPointOut’.
A Figura 3.34 representa o import de um Step.
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Figura 3.34: Resultado da importação de um Step
3.2.2.2 Conexões
Para a criar os objetos é essencial atribuir-lhes um ’localId’, pois é a partir desse id que se irá
identificar que ligações serão feitas. O atributo que retorna o ’localId’ a que o atual objeto está
ligado é designado por ’refLocalId’.
No caso da classe CreateConnection o graphiti permite o acesso às âncoras de início e de
fim da conexão, identificando dessa forma os objetos. Na classe XML2SFC, são percorridos os
objetos do diagrama e a partir da comparação entre o ’localId’ e o ’reflocalId’, é encontrado o
objeto ao qual se deve ligar, sendo depois identificadas as âncoras para efetuar a conexão.
Uma informação a reter destas conexões é que no código xml cada elemento do SFC ape-
nas contém a referência do objeto a que está ligado na âncora de entrada, facilitando a tarefa de
identificação de âncoras.
A Figura 3.35 representa a ligação entre um Step e uma Transition.
68 Desenvolvimento
Figura 3.35: Resultado da importação de um Step e uma Transition e respetiva conexão
3.2.3 Editores Textuais
Para que seja permitida a importação de um programa desenvolvido em IL ou ST é necessária
uma interpretação idêntica à do código de uma condição integrada numa transição. Desta forma
foi adicionada ao plug-in pertencente aos editores textuais uma classe ImportXMLHandler, a
qual estende a classe AbstractHandler tal como a classe responsável pela importação para SFC.
A classe ImportXMLHandler contém o método execute(), que verifica se existe algum editor
aberto e confirma a sua extensão(ST ou IL). Caso o editor não esteja vazio é gerada uma mensagem
de aviso para que utilizador tenha o cuidado de fazer import apenas com o editor vazio.
O método openFile() interage com o utilizador para este selecionar o ficheiro a importar, sendo
depois interpretado em parseFile() (ver Figura 3.36).
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Tal como na classe XML2SFC, o documento é percorrido de elemento em elemento até que
o elemento "body" tenha um "filho" ST ou IL. Depois de confirmada a existência de um programa
em ST ou em IL é verificado se o editor que está ativo contém a mesma extensão, e só nesse caso
é que o ficheiro é importado com sucesso.
Figura 3.36: Diagrama de classes ImportXMLHandler
3.3 Plug-in’s
Para permitir a criação de projetos do tipo IEC 61131-3 e incorporar os editores existentes foi
desenvolvido um plug-in que suporta essas funcionalidades. A esse plug-in foram adicionados
alguns plug-in’s como dependências, sendo dois deles o plug-in SFC, que incorpora o editor
gráfico, e o plug-in IEC61131-3_Editor, que pertence aos editores textuais.
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Figura 3.37: Esquema de plug-ins e relacionamentos
Para permitir a utilização dos extention points referidos nas próximas subsecções foram tam-
bém adicionados o plug-in org.eclipse.core.resources (ex.: para a natureza do projeto) e o org.eclipse.ui
(ex.: para as wizards ou perspetivas).
Foi criado um segundo plug-in que irá armazenar as classes que representam um navigator
view (subsecção 3.3.2).
No decorrer do desenvolvimento das próximas subsecções foram consultados tutoriais sobre a
criação de wizards para um novo projeto [24] e acerca da criação do navigator view [25].
3.3.1 New Project Wizard
Antes da criação da wizard de um novo projeto IEC61131-3 é criada uma categoria (onde
irão ficar armazenas as wizards) com a ajuda do extension point org.eclipse.ui.newWizards. Esta
extensão permite criar a categoria e as wizards, sendo a classe IEC61131_3ProjectNewWizard
responsável pela wizard de um novo projeto. A IEC61131_3ProjectNewWizard estende a classe
Wizard, que por sua vez implementa a interface INewWizard.
Para ser possível identificar posteriormente um projeto é necessário atribuir-lhe a sua natureza,
o que se realiza através da extensão do extension point org.eclipse.core.resources.natures, e da
criação da classe ProjectNature, que implementa a interface IProjectNature (ver Figura 3.38).
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Figura 3.38: Diagrama de classes IEC61131_3ProjectNewWizard para criar um novo projeto
A classe IEC61131_3ProjectSupport será a responsável por criar a estrutura do projeto,
sendo invocada pela classe IEC61131_3ProjectNewWizard. A Figura 3.39 representa a estru-
tura de um projeto IEC61131-3, que servirá apenas para armazenar os ficheiros do projeto. Para
organização e criação dos POU’s é desenvolvido uma view que servirá como navegador do projeto
(secção 3.3.2).
Foram criadas wizards para os editores de IL e ST, utilizando também o extension point
org.eclipse.ui.newWizards, para que o utilizador possa atribuir um nome ao ficheiro, sendo a
extensão do documento automaticamente adicionada por dependência da wizard selecionada.
Foram criadas wizards para os editores de IL e ST, utilizando também o extension point
org.eclipse.ui.newWizards, para que o utilizador possa atribuir um nome ao ficheiro, sendo a
extensão do documento automaticamente adicionada por dependência da wizard selecionada.
A Figura 3.40 representa o diagrama classe do plug-in IEC61131_3 que já contém a classe
Perspective, a qual será mencionada na subsecção 3.3.3.
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Figura 3.39: Estrutura do projeto quando criado (Resource)
Figura 3.40: Diagrama de classes do plug-in IEC61131_3
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3.3.2 Navigator Plug-in view
O plug-in IEC61131_3.Navigator foi desenvolvido para possibilitar a organização de fichei-
ros e integrar os editores desenvolvidos sendo composto por classes que constrói-em uma navi-
gator view.A navigator view é criada a partir da extensão do extension point org.eclipse.ui.views
que organiza uma vista em árvore dos projetos IEC 61131-3 (sendo feita uma filtragem pela sua
natureza), identificando os ficheiros existentes e permitindo a sua edição com os respetivos edito-
res.
Figura 3.41: Imagem do Navigator view
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Foram adicionadas ações para possibilitar a execução das wizards mencionada na secção 3.3.1
(IEC61131_3 Project, IL, ST), sendo automaticamente atualizada a view IEC61131-3 Navigator
com o projeto ou um ficheiro criado. Para criar um diagrama SFC é necessário, em primeiro lugar,
indicar que se irá criar um ’Graphiti Example Diagram’, sendo depois disso preciso selecionar o
tipo de diagrama SFC Diagram e por último atribuir um nome ao ficheiro (ver Figura 3.42).
Figura 3.42: Sequência de Wizards para criar um diagrama graphiti (SFC)
Foi criada a classe IEC61131ProjectView, que estende a classe ViewPart, para ser respon-
sável pelo comportamento da view. Esta classe contém o método initialize(), o que tem a função
de reproduzir na view os elementos pertencentes aos projetos IEC61131-3. Para que isso aconteça
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é criado um nó invisível que funciona como raiz, sendo todos os projetos da norma adiciona-
dos como "filhos". Foi também efetuada uma filtragem a partir da natureza dos projetos, sendo
apenas considerados os projetos criados a partir da wizard IEC61131_3 Project, e por fim foram
percorridas as pastas e ficheiros existentes e foram adicionados os TreeObject e os TreeParent.
Os TreeParent representam pastas e os TreeObject representam os ficheiros editados para as
linguagens IEC 61131-3. Foi criada a classe TreeObject (implementa a interface IAdaptable)
e a classe TreeParent (estende a classe TreeObject) para representar cada um dos objetos. A
informação recolhida e adaptada é pertencente aos objetos IResource, sendo estes constituídos
pelos projetos, pastas e ficheiros da workspace raiz.
A classe ViewContentProvider, que implementa as interfaces IStructuredContentProvider
e ITreeContentProvider, é usada para mapear os objetos que se estão a inserir, e a estrutura
interna. Para caracterizar a estrutura interna esta classe contém o método getElements() que invoca
o método initialize() da classe IEC61131ProjectView, o que irá retornar todos os elementos a
reproduzir na view.
A classe ViewLabelProvider, que estende a LabelProvider, está responsável pela informação
que os objetos contêm (texto e imagens), sendo constituída pelos métodos getText() e getImage().
A classe IEC61131ProjectView contém o método createPartControl(Composite parent), que
é responsável pela criação dos componentes SWT/Jface da view, sendo neste método que as classes
ViewContentProvider e ViewLabelProvider são instanciadas e que a TreeViewer é criada.
A Figura 3.43 representa o diagrama de classes do Navigator View.
Figura 3.43: Diagrama de classes da IEC61131_3ProjectView
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3.3.3 Perspective
Para auxiliar o desenvolvimento de programas IEC 61131-3 foi implementada uma Perspective
que terá incorporada, entre outras views, a Navigator view anteriormente referida (secção 3.3.2).
A perspetiva é criada a partir do extension point org.eclipse.ui.perspectives em que se atribuir
as seguintes propriedades:
• id - identifica a perspetiva e é necessário para associar à wizard que cria um novo projeto.
• name - nome exibido ao utilizador.
• class - classe responsável pela perspetiva (Perspective), onde podem ser adicionadas as
views que iniciarão na perspetiva, tal como as suas posições e tamanhos.
É possível adicionar views sem recorrer à classe Perspective, bastando para isso ligar o exten-
sion point org.eclipse.ui.perspectiveExtension. É desta forma que o navigator view é integrado
na perspetiva. A Figura 3.44 representa a perspetiva com uma view.
Figura 3.44: Perspetiva IEC 611313
Por último, foi adicionada a perspetiva à wizard que cria um projeto IEC61131_3 (atribuindo
o id à propriedade da wizard ’finalPerspective’), o que origina a abertura da perspetiva (caso o
utilizador aceite) quando é criado um novo projeto.
Capítulo 4
Testes e Resultados
De forma a comprovar a execução e os resultados do trabalho desenvolvido nesta dissertação
foram aplicados uma série de testes.
4.1 Editor Gráfico
4.1.1 Teste à criação de um diagrama SFC
Com o objetivo de verificar a criação de todos os objetos que a linguagem SFC permite foi
criado um diagrama.
Para confirmar que apenas é possível adicionar um estado inicial foi testada a utilização de um
segundo InitialStep com o seguinte resultado (ver Figura 4.1)
Figura 4.1: Resultado da adição de um segundo InitialStep
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De seguida foram adicionados os restantes objetos, assumindo que o nome do step atribuído
no jump step terá de existir (ver Figura 4.2).
Figura 4.2: Resultado do diagrama implementado
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Foram criados mais diagramas para comprovar que os objetos podem assumir diferentes ta-
manhos, que as ramificações podem conter mais do que dois ramos e que a um ActionBlock é
permitido ter várias ações. A Figura 4.3 representa algumas dessas características.
Figura 4.3: Diagrama SFC
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4.1.2 Teste às ligações dos objetos
Ao longo da implementação do diagrama da Figura 4.2 na subsecção anterior foram testados
todos os tidos de ligações, comprovando que os filtros funcionam corretamente. As Figuras 4.4,
4.5 e 4.6 são alguns registos do resultado das ligações.
Foram testadas as seguintes ligações:
• De um InitialStep para um Step (a)
• De um InitialStep para uma Transition (b)
• De um InitialStep para todos os objetos (Âncoras superiores e inferiores)
• De um InitialStep para um ActionBlock
• De um Step para todos os objetos
• De uma Transition para todos os objetos
• De um ActionBlock para um Step (Âncora superior) (c)
• De um ActionBlock para um Step (Âncora do meio) (d)
• De um ActionBlock para uma Transition (e)
• De um ActionBlock para todos os outros objetos
• De um Jump Step para um Step (Âncora inferior) (f)
• De um Jump Step para um ActionBlock (g)
• De um Jump Step para uma Transition (Âncora inferior) (h)
• De um Jump Step para todos os outros objetos
• De um SelectionDivergence para todos os objetos
• De um SelectionConvergence para todos os objetos
• De um SimultaneousDivergence para todos os objetos
• De um SimultaneousConvergence para todos os objetos
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Figura 4.4: Resultado das ligações entre steps e transitions
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Figura 4.5: Resultado das ligações com o action block
Figura 4.6: Resultado das ligações com um Jump Step
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4.1.3 Teste à atualização do Actionblock
Para verificar o processo de criação de várias ações num ActionBlock e a possibilidade de,
quando necessário, acrescentar, eliminar ou até mesmo modificar essas ações, foram testadas cada
uma dessas funcionalidades, registando as alterações do objeto (ver Figura 4.7).
Figura 4.7: Evolução do objeto ActionBlock com mudança de tamanho (2), eliminação de um ação
(4), adição de uma ação e alteração de outra ação (6)
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Foram testadas ainda as seguintes sequências:
• Adicionado três ações > Apagada a primeira > Apaga a última
• Adicionado duas ações > Apagada a primeira > Adicionado mais duas ações > Apagado
a do meio (A última ação que foi apagado, corresponde à primeira ação que se adicionou,
depois de o ActionBlock ter apenas uma ação)
• Adicionada quatro ações e ajustada a janela de diálogo
• Alterado o ActionBlock e modificado o tipo de ação
• Alterado o ActionBlock e modificado o texto pertencente ao Value e ao Indicator
4.1.4 Teste ao Conversor XML
Para verificar a conversão para XML foi importado no IDE Beremiz o diagrama da Figura 4.2,
o qual incorporava todos os objetos SFC.
A Figura 4.8 demonstra o resultado da importação do código gerado pelo conversor XML,
estando o respetivo código XML nas Figuras A.6 a A.9.
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Figura 4.8: Resultado da importação XML no Beremiz.
Foram de igual modo testados diagramas com objetos de diferentes dimensões, ramificações
com mais do que dois ramos e ActionBlocks com várias ações (ver Figura 4.9).
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Figura 4.9: Resultado da importação XML no Beremiz
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4.1.5 Teste ao Conversor para Texto
Para testar o conversor para texto foi verificado se respeitavam todas as regras da Norma IEC
61131-3 [8] (ver Figura 4.10) e foi confirmado que todos os objetos eram interpretados e a sua
estrutura respeitada. O diagrama utilizado está representado na Figura 4.2 e a sua conversão está
exemplificada na Figura 4.11
Para testar a conversão das ações foi usado um diagrama com o ActionBlock final da Figura 4.7
com a adição de um Step (ver Figura 4.13).
Figura 4.10: Regras de conversão textual de um SFC [8]
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Figura 4.11: Conversão para texto do diagrama 4.2 (Parte 1)
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Figura 4.12: Conversão para texto do diagrama 4.2 (Parte 2)
Figura 4.13: Conversão para texto e respetivo diagrama
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Foram ainda testados diagramas que continham ramificações com mais do que dois ramos (ver
Figura 4.14).
Figura 4.14: Conversão para texto e respetivo diagrama
4.1.6 Teste à importação
Para testar a importação de um ficheiro em XML foram utilizadas duas sequências. Em pri-
meiro lugar foi utilizado o código gerado pelo Beremiz e foi realizada a importação do diagrama
representado na Figura 4.8 (Desenvolvido em Eclipse > Import Beremiz > Import Eclipse). O
resultado da importação é exibido na Figura 4.15. A segunda sequência testada tem início no IDE
Beremiz e é composta pelos seguintes processos:
1. Desenvolvimento no Beremiz
2. Importação no Eclipse
3. Exportação do resultado com a conversão XML
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4. Importação no Beremiz
5. Importação no Eclipse com o código gerado pelo Beremiz depois da última importação
Figura 4.15: Resultado da importação do diagrama da Figura 4.8
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Figura 4.16: Resultado da segunda sequência (Iniciada no Beremiz)
Nestas sequências foi comprovada a importação de objetos de diferentes tamanhos e a exis-
tência de ActionBlocks com várias ações e de ramificações com diferentes números de ramos.
4.2 Editor Textual (Teste à importação)
Para testar a importação dos editores textuais foi desenvolvido um programa na linguagem IL e
outro na linguagem ST, com o auxilio do IDE Beremiz. A Figura 4.17 representa a implementação
com o Beremiz, sendo a Figura 4.18 o resultado dessa importação no Eclipse.
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Figura 4.17: Programa IL e ST no Beremiz
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Figura 4.18: Resultado da importação da Figura 4.17
4.3 Plug-in’s
4.3.1 Teste à criação de um novo projeto
Para testar a criação de um novo projeto na norma IEC 61131-3 foi utilizado o atalho (Ctrl+N)
para executar a janela de Wizards, foi selecionada a pasta IEC61131_3 Wizards (que representa
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a categoria) e foi escolhida a wizard IEC61131_3 Project. Para criar o projeto basta adicionar o
nome no Project name. A Figura 4.19 representa um projeto da norma com as pastas que permitem
armazenar os ficheiros do projeto.
Figura 4.19: Estrutura interna do projeto
4.3.2 Teste à estrutura do projeto
Para testar a estrutura que o navegador constrói a partir dos ficheiros e da estrutura interna do
projeto, foi criado um projeto com vários ficheiros e confirmado o seu conteúdo (ver Figura 4.20),
comprovando que a vista de navegador tem uma estrutura personalizada.
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Figura 4.20: Estrutura do Navigator view
Também se pode confirmar com a Figura 4.20 que o navegador filtra e disponibiliza apenas os
projetos IEC61131-3.
4.3.3 Teste à abertura da perspetiva criada
Foi testada a abertura da perspetiva e confirmado que, ao ser selecionada pelo utilizador, a
navigator view também é disponibilizada (ver Figura 4.21).
Foi ainda testada a possibilidade de o utilizador criar um projeto IEC61131-3 sem que a pers-
petiva se encontre aberta, estando o resultado registado na Figura 4.22.
4.3 Plug-in’s 97
Figura 4.21: Representação da perspetiva
Figura 4.22: Janela de aviso ao criar novo projeto
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Capítulo 5
Conclusões e Trabalho Futuro
5.1 Satisfação dos Objetivos
No desenrolar desta dissertação foram realizados estudos sobre a arquitetura do Eclipse, lin-
guagem XML (mais propriamente TC6-XML) e também um estudo das linguagens presentes na
norma IEC 61131-3.
Foram propostos dois grandes objetivos a incluir no Projeto do IDE:
• Implementação dos restantes módulos do editor gráfico SFC.
• Desenvolvimento de módulos para interpretação de XML (import);
Após concretizar estes pontos foram adicionados mais dois objetivos:
• Desenvolvimento de um plug-in para criação de um projeto.
• Desenvolvimento de um plug-in para criar um navigator view;
O Editor Gráfico deixou de ter limitações, sendo possível a criar Jump Steps, adicionar ações
a um action block, e condições a uma transition. O editor gráfico pode agora converter o seu dia-
grama para a linguagem XML (utilizada para importação noutros IDE’s) ou para Texto (utilizada
para futuramente ser interpretada pelo compilador MATIEC).
Em relação à interpretação de XML, graças ao JDOM todos os editores passaram a possuir
essa funcionalidade, tornando o IDE acessível à reutilização de programas.
Passou a ser possível criar projetos para a norma, que tem a finalidade de integrar os editores
desenvolvidos.
Graças à implementação de uma perspetiva, e tendo ela associado uma navigator view, tornou-
se possível a criação de novos projetos, a organização dos POU’s e a utilização dos vários editores.
Pode-se concluir que os dois grandes objetivos inicialmente propostos assim como a criação de
um novo projeto, foram realizados com sucesso. Quanto ao último objetivo a principal vantagem
acrescentada foi a possibilidade de visualizar projetos IEC61131-3, tal como a sua organização e
edição dos seus ficheiros, porém ainda é possível adicionar mais funcionalidades.
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5.2 Trabalho Futuro
O projeto global de criar um IDE em Eclipse para as linguagens de programação da Norma
IEC 61131-3 requer que sejam realizadas certas implementações entre as quais:
1. Melhoramento do editor textual - Aos editores textuais podem ser acrescentadas funcio-
nalidades como code folding e code completion, as quais ajudariam na implementação de
programas longos.
2. Criação dos Editores Gráficos para LD e FBD - É necessário criar editores gráficos para as
linguagens LD e FBD, podendo ser alterado, ou reutilizado, o metamodelo ecore do editor
SFC.
3. Conexões dos editores gráficos - O graphiti não permite criar cantos com ângulos retos nas
conexões, que é o pretendido representar nos editores gráficos. A resolução passará por
alterar o código fonte do Graphiti.
4. Criação das views de POUs e tipo de variáveis.
5. Integração com o Compilador MATIEC - Será necessário integrar o compilador MATIEC
no IDE para permitir a compilação dos programas, não sendo preciso recorrer a ferramentas
externas. O IDE Beremiz contém esta integração com bons resultados.
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Anexo A
Anexos
A.1 Diagrama de classes
A.1.1 Editor Textual
As Figuras A.1, A.2 representam o diagrama de classes dos editores textuais. Para melhor
compreensão, o diagrama foi repartido devida à sua complexidade.
A.1.2 Editor Gráfico
As Figuras A.3, A.4 representam o diagrama de classes do editor gráfico antes do desen-
volvimento desta dissertação. Para melhor compreensão, o diagrama é repartido devida à sua
complexidade. Os restantes diagramas representam as modificações do editor gráfico.
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Figura A.1: Diagrama de classe dos Editores textuais (Parte 1)[6]
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Figura A.2: Diagrama de classe dos Editores textuais (Parte 2)[6]
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Figura A.3: Diagrama de classes do Editor Gráfico (Parte 1)
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Figura A.4: Diagrama de classes do Editor Gráfico (Parte 2)
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Figura A.5: Diagrama de classes da FeautureProvider
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A.2 Código XML
Figura A.6: Código XML gerado pelo conversor (Parte 1)
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Figura A.7: Código XML gerado pelo conversor (Parte 2)
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Figura A.8: Código XML gerado pelo conversor (Parte 3)
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Figura A.9: Código XML gerado pelo conversor (Parte 4)
