Abstract -The design and implementation of a hardware emulation system for CEBw objects is described. The emulator is accessed remotely from a PC-based GUI. It may be easily programmed to combme several CAL objects to emulate common CEBw devices.
Introduction
The Consumer Electronics Bus (CEBus), sponsored by the Electronic Industries Association (EIA), is a multi-media LAN Standard developed for home automation systems. CEBus was developed to facilitate communication between appliances in the home for automation and control purposes. The reader is referred to [l] for further details. The CEBus standard defines an object-oriented Common Application Language (CAL) which allows the behaviour of devices on the network to be modelled as a collection of objects. The CAL provides a framework through which resource allocation and control functions are executed [2] . Generic objects (e.g. Analog Sensors, Switches, etc.) can be grouped together to simulate various CEBus devices (e.g. Television, VCR, stereo receiver, etc.).
System Overview
A hardware emulation system for CAL objects has been developed. The purpose of the emulator is to provide easy access to the higher level functionality of the CEBus standard (i.e. CAL), while shielding the User from the complexities of the lower layers (i.e. the communications protocols). The emulator has been verified using the CEBus standard over Power Line (PL) medium. Fully-functional CEBus nodes, were constructed according to CEBus protocols [3], [4] . However, the data transmission rate over the Power Line medium has been reduced to 2 kBit/sec in order to comply with European legislation concerning electromagnetic compatibility [ 5 ] . The complete system consists of a PC-based CEBus node and a remote 'generic' CEBus device (the emulator) containing a variety of CAL objects. The PC provides access to the CEBus and the hardware emulator through a user-friendly Graphical User Interface (GUI). The CAL objects may be linked to represent a variety of CEBus devices. The emulation system overview is shown in Figure 1 . Each object consists of a virtual software representation on the PC and an actual hardware implementation on the emulator. This is achieved through a bi-directional mapping of CAL objects, possible by virtue of the objectoriented methodology inherent in the CAL specification.
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CAL Objects
In the context of the CEBus standard the concept of an object is defined as a "model of a single functional entity used to perform a single control task". An object model is implemented by a collection of Instance Variables (IVs), operated upon by Methods. Objects can also be configured to report changes in the state of IVs. Objects are generic, that is they don't assume a specific application until placed in a specific context.
Emulator Hardware
The emulator consists of two primary subsystems: (i) a CEBus node handles the lower protocol layers; (ii) the actual emulator functionality is implemented using a separate embedded microcontroller subsystem.
The CEBus node which has been developed consists of an LC-filter mains interface, a spread-spectrum Power Line modem and an 8-bit RISC microcontroller. The line interface and modem IC handle the CEBus physical layer and some elements of the data link layer. The remaining lower-level CEBus protocol functionality is implemented by the RISC microcontroller.
This assembles and disassembles CEBus packets and interprets network addresses and other house-keeping data.
The CAL implementation resides in this second subsystem which is based around a conventional 16-bit microcontroller module and an EPROMbased operating system. This is interfaced with a variety of external hardware including A/D channels, D/A channels, a range of digital YO, switches, panel meters and more specialised components including a keypad and an LCD display.
Graphical User Interface (GUI)
The GUI is designed to provide user-friendly access to the Application layer functionality of CEBus through the use of Windows-based software. The GUI provides full access to the Instance Variables of each object on the emulator, including the ability to report changes in state of IVs on the remote emulator. A library of generic objects has been created on the emulator, and such objects can be grouped into contexts using the GUI. These contexts are then physically implemented on the remote hardware emulator.
Conclusions
The system in its present form has many applications in CEBus systeim development. These include application for training and educational purposes. Much o f the motivation behind the development of this system was to provide a demonstration of the hctionality and application potential of CEBus communications. The authors feel that there has been a great deal of simulation work in this area [e.g. 7, 8] , but practical tools to demonstrate and develop working CEBus applications are still in short supply.
