Effective visualisation for comprehending objectoriented software.
Problem
Software visualisation is the process of modelling software systems for comprehension [6] . The comprehension of software systems both during and after development is a crucial component of the software process [8] . The complex interactions inherent in the object-oriented paradigm make visualisation a particularly appropriate comprehension technique, and the large volume of information typically generated during visualisation necessitates tool support.
A recent study by the author revealed that current visualisation tools address only specific software comprehension and reverse engineering issues [5] . Most are relatively tightly focussed, lack the capability to integrate statically and dynamically extracted information, and fail to address the difficulties in comprehension caused by inherent features of the object-oriented paradigm.
In order to address the disadvantages with current visualisation techniques, an approach is proposed that integrates abstraction, structural and behavioural perspectives, and statically and dynamically extracted information. The aim of this research is to improve the effectiveness of visualisation techniques for large-scale software understanding based on the use of abstraction, interrelated facets, and the integration of statically and dynamically extracted information.
Prior research
A recent case study by the author evaluated the performance of dynamic visualisation tools in a realistic software comprehension scenario [5] . The available tools were evaluated by assessing their performance in a number of dynamic visualisation tasks. The tasks took the form of questions that an analyst would find it useful to be able to answer about a software system. Large-scale questions considered the entire system, and were typical of those that would be asked in a general software comprehension effort (e.g. 'What is the high-level structure/architecture of the software system?' and 'How do the high-level components of the software system interact?'). Small-scale questions addressed only a part of the system, and were typical of those asked while carrying out a specific reverse engineering task (e.g. 'What are the collaborations between the objects involved in an interaction?' and 'How does the state of an object change during an interaction?'). The JHotDraw semantic drawing editor framework was used for the case study [3] .
The distinguishing properties of the tools in the study were the extraction, analysis, and presentation techniques of the tools. The preceding three characteristic properties help define the level of abstraction of a visualisation tool. In this earlier work, an ordinal scale with which the level of abstraction of such tools (and also other tools, diagrams, and documentation) can be categorised was proposed. At the microscopic end of the scale, debuggers (level 1) are representative of the lowest level of abstraction that a dynamic analysis tool can produce. At the opposite, macroscopic, end are tools that provide a broad overview of an entire software system at a high level of abstraction, such as aggregate information about object population, memory usage, load distribution, or deployment (level 5). The middle portion of the scale ascends from tools that illustrate method calls and returns (level 2), through tools giving an object-or class-level representation of the system (level 3), to tools that provide an architectural-level view of the system (level 4). The program code itself can be considered to be at level 0.
The study found that tools of similar abstraction levels using different extraction and presentation techniques were able to answer different questions. It also showed that the level of abstraction of a tool's output was important. The results revealed that an abstraction level of around 2-3 was optimal in terms of answering the most questions. Tools operating at a higher abstraction level were more effective in the large-scale tasks, and vice versa.
On average, a tool could address only a third of the questions, and the most successful tool addressed just over half. However, if all five of the tools in the study were used in combination, it should be possible to address almost all of the 15 tasks. This may imply that a combination of both statically and dynamically extracted information and a range of abstraction levels is required in order for a tool to perform well in all tasks.
Prior research in software visualisation appears to focus on specific sub-problems of comprehension. For example, the case study found that the reflexion model technique [4] was useful for answering large-scale questions, but could not address small-scale tasks. Similarly, the Jinsight tool [1] was more successful in answering questions relating to the dynamic behaviour of the system than its static structure. The Shimba tool [7] integrates structural and behavioural information, and employs a limited range of abstraction levels. A case study found the ability to use static information to focus the dynamic analysis particularly useful. Slicing the static representation using dynamic information was found to be useful in determining the cause of behaviour. Raising the level of abstraction of the dynamic visualisation using static abstractions was useful in understanding communication between high-level components.
These results suggest that in order to address the full range of representative software comprehension and reverse engineering tasks, it is necessary to support abstraction, structural and behavioural information, and the integration of statically and dynamically extracted data. It is reasonable to expect that a tool implementing this approach would be useful in real world software maintenance.
Research hypothesis
A model that supports visualisation of software through a range of abstraction levels that incorporate structural and behavioural views and integrates statically and dynamically extracted information will provide effective support for comprehension across a wide range of maintenance tasks.
Proposed solution
In order to combine the benefits of these alternative approaches, this research will investigate a multi-faceted, three-dimensional abstraction model for software visualisation. Similar to the abstraction scale proposed in our earlier work, the first dimension of the model will consist of a number of levels from microscopic to macroscopic. This arrangement allows the analyst to explore the software system at the level(s) of abstraction appropriate to the comprehension task they are undertaking. The second dimension of the new model will consist of a number of facets [2] , each representing an 'interesting' aspect of the system, e.g. behaviour, structure, or data. The use of interrelated facets allows the analyst to examine the structure, behaviour, or data of the software system individually or in combination, allowing them to focus the visualisation on the information appropriate to their query. Each abstraction level of each facet is a view and consists of a name, a description, a set of entities, a set of relationships between those entities, and a set of diagrams that illustrate software at that level of that facet. This arrangement will provide the analyst with a clearer view of the software under analysis. A partial example of this model is shown in Table 1 . Each named view in Table 1 is accompanied by an example diagram type that can be used to illustrate information from the facet at the specific level of abstraction. It is intended that the analyst will be able to move conveniently between these diagrams during the course of their investigation in order to examine the information relevant to their task. The views selected are intended to represent the information that an analyst would find useful during software comprehension.
The third dimension of the model will consist of static and/or dynamic analyses of the software. Static analyses consider the entire software system at a less precise level of detail than dynamic analyses, which consider only a subset of the system in more detail. This third dimension allows the breadth of static analysis to be combined with the detail of dynamic analysis without their attendant disadvantages.
There already exist techniques for statically and dynamically extracting information from software systems. Most current visualisation tools address either structural or behavioural information, though few represent both, or attempt to combine this information. Some visualisation tools also present information at more than one level of abstraction. These facts demonstrate that the approach proposed here is a feasible solution.
There are a number of key research challenges associated with this solution. One such challenge is the way in which the visualisation information will be stored as a model, and how this will be used to generate view hierarchies. Another challenge is the definition of the inter-and intra-hierarchy relationships between the views. Identifying which views are appropriate and useful for which comprehension tasks is a further challenge. The way in which statically and dynamically extracted information is combined and presented will also require investigation.
Contributions
It is proposed that this work will increase the utility of visualisation for software comprehension. The scientific contribution of this work will be to investigate whether a visualisation model based on multiple levels of abstraction, multiple facets, and/or the integration of static and dynamic information facilitates software comprehension. The contributions of this research to date include: the five-level abstraction scale for software comprehension; the proposal and specification of a range of practical comprehension questions as a basis for tool evaluation; a critique of dynamic visualisation tools; and an initial new model based on abstraction, facets, and the integration of statically and dynamically extracted information.
Future contributions of this research will include: a fully specified abstraction model to underpin visualisation across a full range of software comprehension activities; a formalism to describe the model, relate the various views, and allow the combination of information from different views; the model and its representation will be evaluated to assess their usefulness for software comprehension; and the feasibility of practical tool support based on this model will be investigated.
Methodology
Recent work included an investigation of existing research on abstraction and its use in software engineering and visualisation. Immediate future work will consist of an investigation of evaluation techniques for software visualisation and comprehension tools. We will then review and evaluate the evaluation approach used in our previous work [5] , with a view to applying it to the model proposed. As we feel that investigation of the entire model is overly ambitious for the scope of the PhD, we will use our evaluation criteria to select the most promising aspect(s) of the model for further research. A more formal visualisation model for the selected aspect(s) will then be proposed. We will then perform empirical evaluation of the fully specified model in order to determine whether our model does indeed provide effective support for software comprehension.
The evaluation should involve a range of systems, possibly with multiple subjects. The evaluation will be performed using an implementation of the model, which may be a tool or a computer-based mock-up. As described above, we plan to evaluate the model using a set of typical software comprehension tasks. If the model performs well in these tasks, it is reasonable to conclude that it will also perform well in real-world software comprehension. The two principal criteria to indicate the success of the work will be that we have specified the model, and demonstrated the effectiveness of the model in improving visualisation for software comprehension. Future research and results will be disseminated by means of papers presented at academic and industrial conferences and in journals. 
