Copyright, Contract and FOSS by McDonagh, L.
McDonagh, L. (2013). Copyright, Contract and FOSS. In: N. Shemtov & I. Walden (Eds.), Free and 
Open Source Software. (pp. 69-108). OUP Oxford. ISBN 9780199680498 
City Research Online
Original citation: McDonagh, L. (2013). Copyright, Contract and FOSS. In: N. Shemtov & I. 
Walden (Eds.), Free and Open Source Software. (pp. 69-108). OUP Oxford. ISBN 9780199680498 
Permanent City Research Online URL: http://openaccess.city.ac.uk/12602/
 
Copyright & reuse
City University London has developed City Research Online so that its users may access the 
research outputs of City University London's staff. Copyright © and Moral Rights for this paper are 
retained by the individual author(s) and/ or other copyright holders.  All material in City Research 
Online is checked for eligibility for copyright before being made available in the live archive. URLs 
from City Research Online may be freely distributed and linked to from other web pages. 
Versions of research
The version in City Research Online may differ from the final published version. Users are advised 
to check the Permanent City Research Online URL above for the status of the paper.
Enquiries
If you have any enquiries about any aspect of City Research Online, or if you wish to make contact 
with the author(s) of this paper, please email the team at publications@city.ac.uk.
 Electronic copy available at: http://ssrn.com/abstract=2222712 
1 
 
 
 
Copyright, Contract and FOSS 
 
Luke McDonagh 
 
Introduction 
 
Over the course of this chapter three crucial aspects of the law’s relationship with FOSS licenses 
are reviewed. Firstly, a comparison of the licenses themselves is outlined with particular regard to 
copyright provisions. In this respect, it is noted that while there is a great diversity of FOSS 
licenses, the licenses broadly fall into one of three categories – ‘no copyleft’, ‘weak copyleft’ and 
‘strong copyleft’. Secondly, the debate over enforcement is discussed, focusing on the question of 
whether these licenses typically operate as ‘bare licenses’ or whether they are in fact ‘contracts’. 
This is an important issue because different legal consequences flow with regard to each 
category. Moreover, this is an issue which is difficult to resolve given the fact that FOSS typically 
operates online, across national boundaries, while different legal rules apply in various national 
jurisdictions. Thirdly, the compatibility of the most significant FOSS licenses is examined.1 
 
 
 
 
 
 
 
 
 
                                                 
1
 C. Thorne, 'Open Source Software – UK perspective,' Reynolds Porter Chamberlain LLP Presentation 
(2010); accessible at http://www.scl.org/bin_1/6.%20Clive%20Thorne.pdf - According to Thorne, the 
major GPL licenses together account for 65% of the total OSS license world. – GPL v 2 accounts for 50%, 
LGPL v 2 accounts for 10%, while GPL v 3 accounts for 5%. See also J. Lovejoy, ‘Understanding the 
Three Most Common Open Source Licenses’ Open Logic; accessible via download from  
http://www.openlogic.com/resources-library/webinar-understanding-the-most-common-oss-licenses/ – 
According to Lovejoy, by percentage of projects, 70% use GPL, while 7.6% use Apache and 6.7% use 
LGPL. 
 Electronic copy available at: http://ssrn.com/abstract=2222712 
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1.Comparative Analysis of Key Licenses – ‘No Copyleft’ v ‘Weak Copyleft’ v ‘Strong 
Copyleft’ 
 
Original works of software are protected under copyright laws.2 Several different copyrights can 
arise in this context. For an entirely new original work of authorship, the authors are the first 
owners of the copyright.3 Furthermore, for a later work consisting of new modifications to 
existing code, a separate copyright will arise with respect to this new original material, which in 
the US is commonly referred to as a 'derivative work'.4 There is also the possibility for a 
copyright in an aggregated 'compilation'.5  
 
As noted above, there is copyright in works of software. However, the concept of 'copyleft' must 
also be briefly explained. This concept has been described as ‘a general method for making a 
program (or other work) free, and requiring all modified and extended versions of the program to 
be free as well’.6 In this sense, ‘free’ does not mean ‘free of all restrictions’ or ‘free of copyright’. 
In fact, the key concept at the heart of ‘copyleft’ is that the person who creates the software has 
the right as the copyright-owner to license the work as he or she sees fit. In this regard, the 
collaborative nature of FOSS operates so that initial authorship is 'the first link in the chain'.7 
Every new creator/collaborator produces new original modifications to the code, and then 
licenses these new modifications onwards down the chain. As described in detail below, what is 
crucial about the different FOSS licenses is that some of the copyleft licenses, including the 'weak 
copyleft' and 'strong strong' licenses, require that this derivative material must be licensed under 
the same license as the first work in the chain. The 'no copyleft' licenses on the other hand 
typically allow modifications to be issued under any other license. 
 
                                                 
2
 17 U.S.C. 101. CDPA 1988 s 3(1b). Directive 2009/24/EC of the European Parliament and of the Council 
of 23 April 2009 on the legal protection of computer programs.  
3
 On the originality standard, in the US see Feist Publication Inc. v Rural Telephone Service Inc. (1991) 
499 US 340, 345; for the UK see University of London Press Ltd. v University Tutorial Press Ltd. [1916] 2 
Ch 601 and Newspaper Licensing Agency v Meltwater  [2010] EWHC 3099 (Ch); for the EU see Infopaq 
International A/S v Danske Dagblades Forening (C-5/08) [2009] ECR I-6569 (ECJ (4th Chamber)); [2009] 
ECDR 16 259.  
4
 17 U.S.C. ss 101 and 103. For the UK see Ibcos Computers Ltd. v Barclays Mercantile Highland Finance 
[1994] FSR 275. 
5
 CDPA 1988 S 3(1) (a). See also 17 U.S.C. 101. 
6
 http://www.gnu.org/copyleft/ 
7
 L. Rosen, Open Source Licensing – Software Freedom and Intellectual Property Law (Upper Saddle 
River, NJ: Prentice Hall PTR, 2004), 28. 
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One final thing must be outlined here – the difference between static and dynamic linking. This 
distinction is of key concern as different legal conditions may apply to each category. The crucial 
difference between the two is how and when the linking takes place. ‘Static linking’ typically 
involves combining components ‘through compilation, copying them into the target application 
and producing a merged object file that is a stand-alone executable’; on the other hand, ‘dynamic 
linking’ typically involves the use of components ‘at the time the application is loaded (load time) 
or during execution (run time)’.8 In particular, when a piece of software is ‘linked’ to another 
piece of software, the resulting software may or may not be described as a ‘derivative work’ (or 
to use a non-US description, a work which requires the authorisation of the copyright holder). 
The FSF generally takes an expansive view, arguing that even dynamic linking can create 
a ‘derivative work’.9 Nonetheless, the most common view, and the view taken in this 
chapter, is that if the linking is static, it is likely that a ‘derivative work’ is produced; 
however, if the linking is dynamic then it is likely that no ‘derivative work’ is produced, 
and therefore the licensor has no copyright interest which would enable him or her to 
place conditions on use.10  
 
1.1 Outlining the key terms of FOSS licenses – ‘Distribution’ and ‘Derivative Works’ 
 
Generally all FOSS licenses allow the user to make private use of the software. It is when the user 
seeks to re-distribute the software, or distribute a ‘modified’ version of the software, that the 
differences between the various FOSS licenses become clear. A number of key terms recur in 
many FOSS licenses and understanding these terms is integral to comprehending the difference 
between the licenses. In this regard it is particularly necessary to discuss the much debated FOSS 
                                                 
8
 See discussion of differences between static and dynamic linking at 
http://joinup.ec.europa.eu/software/page/eupl/eupl-compatible-open-source-licences#section-3 
9
 See FSF’s discussion of dynamic linking here - http://www.gnu.org/licenses/lgpl-java.html 
10
 M. L. Stoltz, ‘The Penguin Paradox: How the Scope of Derivative Works in Copyright Affects  the 
Effectiveness of GPL,’ Boston University Law Review 85 (2005), 1439, 1451. See also discussion of 
‘derivative works’ in this context at http://joinup.ec.europa.eu/software/page/eupl/eupl-compatible-open-
source-licences#section-3 – See also comments of J. Leonard, ‘A Guide to Using Open Source Software’: 
“In the case of static linking, the various portions of software are linked prior to compiling. If static linking 
used with open source and proprietary software, then, arguably, the open source has been modified and all 
of the source code that was linked to the open source software would need to be disclosed upon 
distribution. By contrast, however, in the case of dynamic linking, it might be argued that since modified 
software is really only created at the time the program is actually run and dynamically linked to others 
software. Thus, there may be no distribution since the modified software may only be created on an end-
user’s machine.” - http://c.ymcdn.com/sites/www.coloradotechnology.org/resource/collection/335E7C59-
E3F5-428F-9FAB-F318428051F4/A_Guide_to_Using_Open_Source_Software-FW_J._Leonard.pdf 
 
4 
 
concept of ‘distribution’. Figure 1 illustrates the various types of ‘distribution’ that could occur in 
the context of FOSS. These terms are described here as including notions of ‘making available’, 
‘centralized’ distribution, ‘distribution of non-derivative works’ and ‘distribution of derivative 
works’. 
 
 
 
Figure 1 – Possible FOSS Distribution channels 
 
       Distribution 
 
   
 
     Making available   Distributing SW as a product  Centralized  
                                                                       or a service              (used for internal purposes only) 
 
                
   Aggregation           Without modification 
       
 
        Derivative     Non-derivative 
 
 
In this context, the idea of ‘making available’11 refers to the use of FOSS code in the making 
available of a product or facility. Google12 and Facebook13 are notable examples of this. Although 
FOSS code is used to facilitate the search engine, the FOSS code itself is not distributed. Within 
this type of use FOSS code may be interacting with proprietary code (which may be held as a 
trade secret and which is not released). For this reason many FOSS licenses do not seek to bind 
the licensee by placing restrictions on this type of use.14 
                                                 
11
 This category is self-standing for the purpose of this chapter and it bears no resemblance to any other 
known category of ‘making available’ as sometimes defined under copyright law. 
12
 J. Corbet, ‘How Google Uses Linux’: http://lwn.net/Articles/357658/  
13
 S. Campbell, ‘How Does Facebook Work?‘: http://www.makeuseof.com/tag/facebook-work-nuts-bolts-
technology-explained/  
14
 One exception is the Affero GPL v 3 license, which was specifically designed in order to capture this 
kind of activity - http://www.gnu.org/licenses/agpl-3.0.html 
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The notion of ‘centralized’ distribution, on the other hand, covers internal distribution within a 
company or use on an intranet. In general, this type of use or distribution is not specifically 
addressed by a FOSS license’s provisions. Moreover, it is strongly arguable that since there is no 
distribution to another natural or legal person, this type of use is commonly within the scope of a 
FOSS license, unless it is specifically forbidden.15 
 
The idea of ‘distribution of non-derivative works’ includes distribution of original works and 
aggregations,16 such as via dynamic linking, which do not create derivative works. The idea of 
‘distribution of derivative works’ includes distribution of modified works and aggregations, such 
as via static linking, which do result in derivative works. In this regard, as outlined above, 
understanding the difference between static and dynamic linking is also crucial.  
 
Furthermore, in this context the interpretation of the definition of ‘derivative work’ in court will 
be of great significance, as will an understanding of other common terms found in many FOSS 
licenses such as ‘modified work’ and ‘contribution’. For instance, from the copyright perspective 
it is important to note that the term ‘derivative work’ does not have a universal meaning. 
Typically it is has a meaning under US law but it is a contestable notion in other jurisdictions 
such as those in Europe.17 Some licensors attempt to clarify what they mean by ‘derivative works’ 
in the text of the license. For example, Linus Torvalds puts forward the notion that user-space 
programs i.e. non-kernel applications running on the Linux kernel, do not creative ‘derivative 
works’.18 Nevertheless, the ultimately authority for deciding this question remains the court. 
 
                                                 
15
 It is notable that the the Affero GPL v 3 license, which was designed to capture some forms of 
network/web use e.g. ‘making available’, specifically allows this ‘centralized’ use – See AGPL Frequently 
Asked Questions: http://www.affero.org/oagf.html. See also comments at Free Software Foundation 
Question and Answer section: http://www.gnu.org/licenses/gpl-faq.html#WhyPropagateAndConvey, 
http://www.gnu.org/licenses/gpl-faq.html#ConveyVsDistribute and http://www.gnu.org/licenses/gpl-
faq.html#NoDistributionRequirements 
16
 The FSF uses a slightly narrower use of the term ‘aggregation’ than the one in this chapter. The FSF 
clarifies that in its view ‘mere aggregation’ means distributing discrete non-derivative works on the same 
storage medium (e.g. on a same compact disc) and that this will not trigger the copyleft requirement - see 
http://www.gnu.org/licenses/gpl-faq.html#MereAggregation. This chapter makes use of the term 
‘aggregation’ where relevant to cover distribution of both derivative and non-derivative works. Therefore, 
it can be said that this chapter refers to “aggregation” in a general sense instead of the FSF’s term ‘mere 
aggregation’. 
17
 T. Jaeger, ‘Enforcement of the GNU GPL in Germany and Europe,’ JIPITEC 1 (2010), 34. 
18
 See license text at http://www.kernel.org/pub/linux/kernel/COPYING, noting the disclaimer at the top of 
GPL. 
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As described below, there are three main categories of license – ‘no copyleft’, ‘weak copyleft’ 
and ‘strong copyleft’, all of which outline different permissions and restrictions with regard to 
‘distribution’, and in particular distribution of ‘derivative works’. As noted above, the 
contestability of some of the terms commonly found in FOSS licenses adds uncertainty to the 
meaning of license terms. As a result, a certain amount of reasoned speculation is inevitable. The 
license comparison analysis below must be read with this in mind. 
 
1.2 Licenses featuring No Copyleft provisions – Apache 2.0, BSD and MIT 
 
‘No copyleft’ licenses are licenses with limited or virtually non-existent ‘copyleft’ provisions. 
Typically software released under ‘no copyleft’ licenses can be used in nearly all distribution 
models, including proprietary and closed software models. These licenses tend to impose minimal 
or no restrictions on use and distribution e.g. affixation of notices, requiring specific trademark 
permissions etc. 
 
The most prominent and popular ‘no copyleft’ license is Apache 2.0.  It is written by the Apache 
Software Foundation.19 With regard to licensing FOSS works under Apache, copying and linking 
are permitted under the license. 20 Regarding the key issue of ‘distribution’, distribution of the 
original version of the work is expressly allowed with minimal restrictions.21 Similarly 
distribution of the ‘Work’ with modifications is allowed under the same terms.22 The minimal 
restrictions include requiring a permission notice (license text) to appear in all copies of the 
source code, necessitating the provision of a copy of the license (s. 4.1), requiring the retention of 
all notices (s. 4.3-4), and requiring the giving of a notice of modifications (s. 4.2).23 
 
                                                 
19
 http://opensource.org/licenses/Apache-2.0  
20
 The license states that ‘... each Contributor hereby grants to You a perpetual, worldwide, non-exclusive, 
no-charge, royalty-free, irrevocable copyright license to reproduce, prepare Derivative Works of, publicly 
display, publicly perform, sublicense, and distribute the Work and such Derivative Works in Source or 
Object form.’ 
21
 The license states ‘You may reproduce and distribute copies of the Work or Derivative Works thereof, in 
any medium, with or without modifications, and in Source or Object form …’ 
22
 ‘You may reproduce and distribute copies of the Work or Derivative Works thereof, in any medium, with 
or without modifications, and in Source or Object form …’ - Cu, PN, AM, CL-Apache License – only has 
limited effect. The ‘Key’ to these abbreviations is found in Annex I of this chapter. 
23
 Different rules apply in s 5 to works submitted as a contribution to the Apache Software Foundation - 
Copyleft clause applies ‘unless you explicitly state otherwise' and only to 'any Contribution intentionally 
submitted for inclusion in the Work by you to the Licensor…’ 
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Apache 2.0 also provides a definition of ‘Derivative Work’. It explicitly excludes ‘works that 
remain separable from, or merely link (or bind by name) to the interfaces of, the Work and 
Derivative Works thereof’. Under this definition, linked works are excluded from the notion of 
‘derivative work’ - any work being linked to such a ‘derivative work’ would most probably not be 
deemed by a court to be part of such ‘derivative work’. The reason for this is that both works 
would remain separable even if they are linked statically.  
 
The license also gives a definition of ‘Contribution’ and ‘Contributor’.24 There are three 
additional requirements within the terms of Apache 2.0, two of which have caused some 
controversy with regard to compatibility with other licenses, as discussed in part 3 of this chapter. 
The first and least controversial requirement is a trade mark permission clause (s 6).25 There is 
also a patent retaliation (termination) clause (s. 3), as well as an indemnity clause which operates 
in the case additional support is offered by a licensee (s. 9).  
 
Given the permissive nature of Apache 2.0 it can be said to be generally suitable for all types of 
‘distribution’ discussed above – ‘making available’, ‘centralized’ distribution, distribution of 
‘non-derivative works’ and distribution of ‘derivative works’.26 Provided that the minimal 
requirements of the license are met, any person is able to modify the source code and release, 
commercially or non-commercially, a free/open or proprietary/closed version of Apache-licensed 
software. 
 
The BSD licenses are a series of permissive, ‘no copyleft’ licenses authored by UC-Berkley.27 
The most common BSD licenses are the 3-clause ‘modified’ BSD license and the 2-clause 
‘simplified’ BSD license. The primary difference between the two main BSD licenses is that the 
                                                 
24
 Under the license it is defined as ‘…any work of authorship, including the original version of the Work 
and any modifications or additions to that Work or Derivative Works thereof, that is intentionally submitted 
to Licensor for inclusion in the Work by the copyright owner or by an individual or Legal Entity authorized 
to submit on behalf of the copyright owner. For the purposes of this definition, 'submitted' means any form 
of electronic, verbal, or written communication sent to the Licensor or its representatives, including but not 
limited to communication on electronic mailing lists, source code control systems, and issue tracking 
systems that are managed by, or on behalf of, the Licensor for the purpose of discussing and improving the 
Work, but excluding communication that is conspicuously marked or otherwise designated in writing by 
the copyright owner as “Not a Contribution.”’ The license states “‘Contributor’ shall mean Licensor and 
any individual or Legal Entity on behalf of whom a Contribution has been received by Licensor and 
subsequently incorporated within the Work.’ 
25
 See further discussion of trade marks chapter [] of this book. 
26
 However, given the patent retaliation provision, the use of Apache 2.0 may not suit a distributor or 
business that seeks to enforce software patents in the manner described in the retaliation provision. 
27
 2-clause (simplified) BSD license - http://opensource.org/licenses/BSD-2-Clause and 3-clause (modified) 
BSD license - http://opensource.org/licenses/BSD-3-Clause  
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‘simplified’ 2-clause version omits the non-endorsement clause found in the ‘modified’ 3-clause 
version. Copying and linking are permitted under the licenses - dynamic linking to the work is 
possible with no restrictions while static linking to the work falls within the scope of the 
permission to copy i.e. redistribution and use, both in source and binary forms, and with or 
without modification, are broadly permitted.28 Distribution of the ‘Work’ is generally allowed 
with or without modifications.29  
 
BSD licenses are very short at mere 2 or 3 clauses. This potentially leaves a lot open to 
interpretation. For example, no definition of ‘derivative work’ is given. However, the permissive 
nature of both licenses is undeniable. The minimal requirements of the licenses consist of 
requiring the affixation of both a copyright notice and a related liability disclaimer (applies to 
source code and binary code). Moreover, it is stated in the license that the name of the copyright 
holder and/or of the organization which created the license may not be used in advertising 
without prior permission. Like Apache 2.0, BSD licenses are generally suitable for all types of 
‘distribution’ discussed above – ‘making available’, ‘centralized’ distribution, distribution of 
‘non-derivative works’ and distribution of ‘derivative works’. As above, provided that the 
minimal requirements of the license are met, any person is able to modify the source code and 
release, commercially or non-commercially, a free/open or proprietary/closed version of Apache-
licensed software. 
 
The MIT license is a permissive, ‘no copyleft’ license developed by the Massachusetts Institute 
of Technology.30 Copying and linking are permitted under the license.31 Dynamic linking to the 
Work is possible with no restrictions. Static linking to the Work falls within the scope of the 
permission to copy.32 
 
                                                 
28
 For the purposes of clarity and space, abbreviations are used here to give detail regarding the terms of the 
licenses. The key for these abbreviations is included as an annex at the end of the chapter. For this license 
the relevant abbreviations are C+, PN+  
29
 ‘Redistribution and use in source and binary forms, with or without modification, are permitted…’ - 
modified BSD license (C+, NA, PN+) and simplified BSD license (C+, PN+). 
30
 http://opensource.org/licenses/MIT   
31
 ‘Permission is hereby granted … to deal in the Software without restrictions, including without 
limitations the rights to use, copy, modify, merge, publish, distribute, sublicense, and/or sell copies of the 
Software, and to permit persons to whom the Software is furnished to do so…’ - C++, PN++. 
32
 The scope is described herein: If a modified Work links to another work statically such work might be 
deemed to form part of the modified Work and it would have to be treated accordingly. However, the fact 
that a modified Work links to another work dynamically does not mean that such other work forms part of 
the modified Work - C++, PN++. 
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The minimalist requirements of this license consist of an affixation of copyright notice 
requirement and requiring the use of a contract and tort disclaimer. Distribution of the ‘Work’ 
with or without modifications is allowed.33 Like the BSD licenses, MIT is very short. 
Nonetheless, its permissive nature is clear. As a ‘no copyleft’ license it is generally suitable for all 
types of ‘distribution’ discussed above – ‘making available’, ‘centralized’ distribution, 
distribution of ‘non-derivative works’ and distribution of ‘derivative works’. As above, provided 
that the minimal requirements of the license are met, any person is able to modify the source code 
and release, commercially or non-commercially, a free/open or proprietary/closed version of 
Apache-licensed software. 
 
In conclusion, it must be noted that the ‘no copyleft’ licenses examined above are sometimes 
described as ‘permissive’ or copyfree.34 Regarding the notion of a ‘permissive’ or ‘copyfree’ 
license, for the purpose of this chapter the key concept at the heart of these licenses is ‘no 
copyleft’ i.e. the lack of copyleft provisions restricting how the software can be redistributed. It is 
this that makes the licenses ‘permissive’ or ‘free’. For this reason, and for the purpose of clarity, 
the term ‘copyleft’ is used. It is also important to reiterate that software released under a ‘no 
copyleft’ license can not only be used ‘permissively’ or ‘freely’ by the general computer 
programmer/user - companies can also make use of the code and incorporate it under stricter 
‘weak copyleft’ or ‘strong copyleft’ licenses, as described below. 
 
1.3 Licenses featuring Weak Copyleft provisions – MPL and LGPL 
 
Licenses with ‘weak copyleft’ provisions can be easily utilized in some distribution models but 
not in others. For example, the provisions in these licenses usually require that derivative works 
must be issued under the particular license in question. However, non-derivative and/or ‘linked’ 
works may be distributed under another license - something which envisages commercial use in 
‘proprietary’ software models. Therefore the source code for ‘linked’ software can remain closed 
even if this software is linked with open source code (which must itself remain open). Typically, 
there are other requirements with regard to trademarks, the use and availability of source code 
provisions, etc. Examples of these types of licenses discussed below are the Mozilla Public 
License 1.1 and the GNU Library or ‘Lesser’ General Public License v 2.1. 
                                                 
33
 ‘Permission is hereby granted … to deal in the Software without restrictions, including without 
limitations the rights to use, copy, modify, merge, publish, distribute, sublicense, and/or sell copies of the 
Software, and to permit persons to whom the Software is furnished to do so...’ - C++, PN++. 
34
 http://copyfree.org/standard/  
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The Mozilla Public License 1.1 (MPL) is a weak copyleft license written by the Mozilla 
Foundation.35 Copying, display, performance and use are explicitly permitted.36 As discussed 
further below with regard to compatibility, sub-licensing is also permitted.37 The definition of the 
‘Covered Code’ includes both the ‘Original Code’ and its ‘Modifications’. Distribution of the 
‘work’ without modifications is allowed. However, there are different conditions that apply to 
distribution in object code38 and in source code.39 Each Contributor must inform Recipients about 
any third party IPRs applicable to the software by including such information in a text file named 
‘LEGAL’.40 If the recipient of the license cannot comply with all of its terms due to statute, 
regulation or judicial order, he or she can still use the work provided he or she complies with the 
terms to the maximum extent possible and provides the reasons why the LEGAL file cannot be 
complied with. 
 
Distribution of the ‘work’ with modifications is allowed, with restrictions. As above there are 
different conditions that apply to distribution in object code41 and in source code,42 and each 
‘Contributor’ must inform ‘Recipients’ about any third party IPRs by including this information 
in the ‘LEGAL’ file.43 With regard to ‘modifications’ (the point which potentially relates to 
‘derivative works’), the license permits the recipient to create ‘Larger Works’. The notion of a 
‘Larger Work’ is defined as ‘a work which combines Covered Code or portions thereof with code 
not governed by the terms’. This explicitly provides that in such case it is only the ‘Covered 
Code’ or portions thereof that must be subject to MPL, not the other parts of such ‘Larger Work’. 
This permission encompasses both the situation where another program links to the ‘Covered 
                                                 
35
 http://opensource.org/licenses/MPL-1.1    
36
 C, PND. 
37
 The license notes 'The Initial Developer (and each Contributor) hereby grants You a world-wide, royalty-
free, non-exclusive license … to use, reproduce, ..., display, perform, sublicense ... the Original Code (or 
portions thereof) with or without Modifications and/or as part of a Larger Work (the Modifications created 
by such Contributor (or portions thereof) ... with other Modifications, as Covered Code and/or as part of a 
Larger Work'. 
38
 ASC+ (source code must be made available for redistribution under conditions described hereafter). 
39
 C, PN, CL - Mozilla PL. 
40
 'The Initial Developer (and each Contributor) hereby grants You a world-wide, royalty-free, non-
exclusive license … to … sublicense and distribute the Original Code (or portions thereof) (the 
Modifications created by such Contributor (or portions thereof) ...' 
41
 AM, ASC+ (source code must be licensed under conditions described hereafter). 
42
 C, PN, AM, CL - Mozilla PL. 
43
 ‘The Initial Developer (and each Contributor) hereby grants You a world-wide, royalty-free, non-
exclusive license … to … modify, ... sublicense and distribute the Original Code (or portions thereof) with 
or without Modifications and/or as part of a Larger Work (the Modifications created by such Contributor 
(or portions thereof) ... with other Modifications, as Covered Code and/or as part of a Larger Work’. 
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Code’ (either statically or dynamically) as well as the circumstances where modified ‘Covered 
Code’ links to another program. In both cases the restrictions prescribed by the license apply only 
to the ‘Covered Code’ and not to other parts of the ‘Larger Work’, which may be licensed under 
different terms. This gives the MPL its ‘weak copyleft’ character. The meanings of ‘Contributor’ 
and ‘Contributor Version’ are defined in s 1.1 and s 1.2  – ‘Contributor’ is said to mean ‘each 
entity that creates or contributes to the creation of ‘Modifications’ while ‘Contributor Version’ 
means ‘the combination of the Original Code, prior Modifications used by a Contributor, and the 
Modifications made by that particular Contributor’. 
 
The requirements of the license include the fact that source code must be published for a period 
of one year, or six months, from the time the executable version was made available. 
Furthermore, there must be affixation of a copyright notice. The license therefore requires the 
inclusion of the source code for any MPL aspects, for a limited time. As noted below with regard 
to compatibility, MPL envisages the use of other licenses, such as GPL. Overall it can be said that 
with respect to distribution, MPL is suitable for ‘making available’ and ‘centralized’ (though no 
specific provisions are given on these issues). The ‘distribution of non-derivative works’ 
allowable with the condition that the MPL-licensed code must be left open and accessible for a 
specified time (there are different requirements for object and source). The major limitation 
comes in the context of ‘modifications’. MPL can also be used for ‘distribution of derivative 
works’, but the MPL requires that the derivative content must be licensed under MPL (though not 
the entire larger work).44 As noted above, the fact that derivative content must be licensed under 
MPL, but in the case of any other type of interaction between the MPL-code and other code (such 
as static or dynamic linking) another license may be utilized, typifies the ‘weak copyleft’ 
category of license. 
 
The GNU Library or ‘Lesser’ General Public License v 2.1 (LGPL) is a ‘weak copyleft’ 
license authored by the Free Software Foundation.45 Copying is explicitly permitted.46 
Distribution of the unmodified ‘Work’ is allowed, but there are different conditions that apply to 
distribution in object code47 and in source code.48 Distribution of the ‘Work’ featuring 
                                                 
44
 In this regard the MPL code must be left open and accessible, with acknowledgement of the different 
requirements for object and source. 
45
 http://opensource.org/licenses/lgpl-2.1.php  
46
 C, Pnus. 
47
 ASC+ (complete source code must be made available for redistribution under conditions described 
hereafter) 
12 
 
modifications is also allowed, with different conditions that apply to distribution in object49 and in 
source code.50 Permission to modify the ‘Library’ and to copy and distribute its ‘modified’ 
versions is subject to two additional conditions. Firstly, the ‘modified’ work itself must be a 
software library. Secondly, it is noted that ‘if a facility in the modified Library refers to a function 
or a table of data to be supplied by an application program that uses the facility ... then you must 
make a good faith effort to ensure that, in the event an application does not supply such function 
or table, the facility still operates, and performs whatever part of its purpose remains 
meaningful’.51 These requirements apply to the modified work as a whole, including separable 
parts that are not derived from the ‘Library’. However, it is crucial to note that mere aggregation 
of another work with the ‘Library’ on a volume of a storage or distribution medium does not 
bring the other work under the scope of LGPL. Therefore, works based on the ‘Library’ can be 
placed in a single library with other library facilities not covered by LGPL and be distributed 
within such a combined library provided that access to the works based on the ‘Library’, and used 
in such combined library, is granted under LGPL. Works that do not contain the ‘Library’, or any 
portion thereof, but are designed to work with the Library, by being compiled or linked with it are 
called ‘works that use the Library’. These works have a specific regime described under the 
‘Linking’ section of the LGPL. 
 
Works which merely engage in ‘dynamic linking’ with the ‘Library’ most probably fall outside of 
the scope of the LGPL (despite the contrary intentions of its drafters).52 As noted above, 
dynamically linked works are unlikely to create a copyright interest as a ‘derivative work’ which 
would enable the licensor to place conditions on the use of these works. 
 
Works statically linking to the Library fall out of the scope of the LGPL until they are compiled 
with the ‘Library’. ‘Executables’ created by linking a work that uses the ‘Library’ with the 
‘Library’ are treated under the LGPL as derivatives of the ‘Library’. These ‘derivative works’ can 
be said to fall under the LGPL and therefore they have a special regime different from 
                                                                                                                                                 
48
 ‘You may copy and distribute verbatim copies of the Library´s source code as you receive it, in any 
medium…’ - C, PNus, PN? or CL-GPL v2 or any later version of GPL. 
49
 ASC+ (complete source code must be made available for redistribution under conditions described 
hereafter). 
50
 ‘You may modify your copy or copies of the Library or any portion of it, thus forming a work based on 
the Library, and copy and distribute such modifications or work…’ - C, PNus, PN?, AM, CL-LGPL or 
GPLv2 or any later version of GPL. 
51
 LGPL section 2(d). 
52
 See section 5 LGPL appears designed to apply to all linking - http://www.gnu.org/licenses/lgpl-2.1.html 
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modifications of the ‘Library’ itself.53 The combining or linking of a work that uses the ‘Library’ 
with the ‘Library’ itself to produce a work containing parts of the Library is permitted as well is 
distribution of the resulting work under any terms, provided that the terms permit modification of 
the work for the customer´s own use and allow reverse engineering for debugging such 
modifications.54 
 
In light of the above, it is clear that LGPL is a ‘weak copyleft’ license. Overall it can be said that 
the LGPL is suitable for ‘making available’ and ‘centralised’ distribution (including use as part of 
a ‘Library’ since works can be used for personal, internal purposes subject to conditions).55 The 
license is also suitable for the distribution of non-derivative works, including software that merely 
links to the LGPL library and which is not considered as a ‘derivative work’. However, all LGPL 
code must be left open and accessible. The LGPL is suitable for the distribution of derivative 
works, but crucially the LGPL requires that derivative content must be licensed under LGPL/GPL 
v 2 (see below).  
 
1.4 Licenses featuring Strong Copyleft provisions – GPL v 2 and GPL v 3 
 
Licenses with ‘strong copyleft’ provisions can only be used restrictively. These licenses typically 
maintain that ‘derivative works’ cannot be distributed under any other license and that full source 
code must be provided. Moreover, these licenses typically try to catch as much software 
‘material’ within the remit of the license by taking as wide a definition of ‘derivative work’ as 
possible. For example, a ‘strong copyleft’ license will typically seek to prevent all linked works, 
whether linking statically or dynamically, from being issued under another license.56  
 
The GNU General Public License (GPL) v 2 is a strong copyleft license written by the Free 
Software Foundation in 1991.57 Copying is explicitly permitted.58 The license grants the licensee 
the right to copy, distribute and modify the open source software on the crucial condition the 
                                                 
53
 This is the case except in relation to object files that use only numerical parameters, data structure 
layouts, small macros and small inline functions (up to ten lines in length). Such object files are 
unrestricted by the LGPL. 
54
 The following conditions relate only to the Library itself: C?, Ca, PN?, ASC+CL-LGPL or GPL v 2 or 
any later version of GPL or using suitable shared library mechanism. 
55
 Conditions include affixation of copyright notice and disclaimer, modified work must be a software 
library and be licensed to third parties with no charge, source code to be attached to any distributed works 
56
 GNU Affero allows distribution (subject to conditions) on a web but not full distribution as a product or 
service - http://www.gnu.org/licenses/agpl-3.0.html  
57
 http://opensource.org/licenses/GPL-2.0  
58
 C, Pnus. 
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software is again distributed under the conditions of GPL v 2. The requirements of the license 
include making reference to GPL v 2, including the GPL license text, providing the source code 
and making reference to the disclaimer of warranty. There is a clear provision which states that 
failure to follow the license terms results in the revocation of the license, though third parties are 
deemed to be unaffected. 
 
Distribution of the unmodified ‘work’ is allowed, though there are different conditions that apply 
to distribution in object code59 and in source code.60 The obligation to grant access to the source 
code in case of distribution of executable copies covers ‘complete source code’ defined as ‘all the 
source code for all modules it contains, plus any associated interface definition files, plus the 
scripts used to control compilation and installation of the executable’.61  
 
Distribution of the ‘work’ with modifications is allowed, with different conditions that apply to 
distribution in object code62 and in source code, but these derivative works must also be licensed 
under GPL v 2.63 The obligation to grant access to the source code in case of distribution of 
executable copies covers ‘complete source code’.64  
 
It is not exactly clear what is deemed to be part of the modified or ‘derivative’ work and what is 
not. A work based on the Program is defined as ‘any derivative work under copyright law: that is 
to say, a work containing the Program or a portion of it’. Regarding aggregation, it is explicitly 
stated in GPL v 2 that ‘mere aggregation of another work not based on the Program with the 
Program ... on a volume of a storage or distribution medium does not bring the other work under 
the scope of this License’. GPL v 2 further states that when sections of the new work that can be 
reasonably considered independent and separate works in themselves are distributed as part of a 
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 ASC+ (complete source code must be made available for redistribution under conditions described 
hereafter). 
60
 ‘You may copy and distribute verbatim copies of the Program´s source code as you receive it, in any 
medium…’ - C, PNus, PN? 
61
 It is explicitly stated that ‘the source code distributed need not include anything that is normally 
distributed ... with the major components (compiler, kernel, and so on) of the operating system on which 
the executable normally runs, unless this component itself accompanies the executable’. 
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 ASC+ (complete source code must be made available for redistribution under conditions described 
hereafter). 
63
 ‘You may modify your copy or copies of the Program´s source code or any portion of it, thus forming a 
work based on the Program, and copy and distribute such modifications or work ...’ - C, Ca, PNus, PN?, 
AM, CL-GPL. 
64
 ‘Complete source code’ is defined as ‘all the source code for all modules it contains, plus any associated 
interface definition files, plus the scripts used to control compilation and installation of the executable’ of 
the modified work as a whole’. 
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whole which is a work based on the Program, the distribution of the whole must be on the terms 
of GPL v 2. Regarding the drafters’ intention, GPL v 2 explicitly mentions that its ‘intent is to 
exercise the right to control the distribution of derivative or collective works based on the 
Program’ and the second part of the definition of ‘a work based on the Program’ also suggests 
that collective works that include the Program or a portion thereof are deemed to be ‘works based 
on the Program’.65 
 
Despite the drafter’s intentions, under copyright law where the new work, including the 
modification of the Program, could not be defined as a whole to be a derivative of the Program, it 
would instead be seen as a ‘collective work’.66 Regarding this collective work, it would typically 
be composed of ‘a work based on the Program’ and other separate works. These other separate 
works would not have to be licensed under GPL v 2, despite the intention of the drafters.67  
 
With respect to linking, it was noted above that due to the fact that GPL v 2’s restrictions apply to 
‘derivative works’, anything which is outside the definition of a ‘derivative’ work will not be 
affected by the license’s restrictions. According to the license if a modified Work links to other 
program (statically or dynamically) such program is deemed to form part of the modified Work 
and it must be treated accordingly. Static linking to the Work falls within the scope of the 
permission to copy.68 However, if the resulting work is distributed the license states it must be 
treated as a modified Work (a work based on the Program). In this regard, the drafters of the GPL 
license firmly stand on the view that dynamic linking to the Work makes the program linking to 
the Work ‘a work based on the Program’ as well. However, this is most probably not true. It is 
strongly arguable that the mere act of dynamic linking does not constitute use of the Work in any 
way. Furthermore, if the new program linking to such Work is not distributed together with the 
Work it arguably cannot be caught under the GPL. Statically linked code on the other hand is 
more likely to be found to be ‘derivative’ and in this respect the GPL-derived code would have to 
be left open and accessible (acknowledging the different requirements for object and source 
code). 
                                                 
65
 See section 0 of http://www.gnu.org/licenses/gpl-2.0.html 
66
 See discussion of ‘Derivative work’ in chapter one and above, supra n 10. 
67
 See section 0 of http://www.gnu.org/licenses/gpl-2.0.html -  It is also notable that even under the FSF’s 
expansive view, not all collective works including the Program would be deemed to be ‘works based on the 
Program’ - only those that form one functional application would be. For example, according to the FSF if 
one internal module of MS Word was a program licensed under GPL v 2, the whole of MS Word would 
have to be licensed under GPL v 2, but not the complete MS Office package.  
68
 C, Pnus. 
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Ultimately, it can be said that GPL v 2 is a ‘strong copyleft’ license. It is generally suitable for 
‘making available’ and ‘centralized’ distribution (though no specific provisions on these issues). 
It is also suitable for ‘distribution of non-derivative works’, but any GPL v 2 code must be open 
and accessible (and there are different requirements for object and source). The license is suitable 
for ‘distribution of derivative works’, but GPL v 2 requires that derivative content must be 
licensed under the same terms. As noted above, the confusion in the license concerning the 
definition of a derivative work leaves the court with some room for interpretation, particularly 
regarding dynamically linked works. The attempt of the drafters to catch all varieties of linking 
within the GPL license is probably not successful. 
 
GNU General Public License (GPL) v 3 is a strong copyleft license authored by the Free 
Software Foundation.69 It is explicitly permitted to run the unmodified Program and to make, run 
and propagate works that are not conveyed, without restrictions. Under GPL v 3 works can be 
distributed subject to conditions: affixation of copyright notice and disclaimer, modifications 
must be licensed back to the public under the same terms, source code must be attached to any 
distributed works, respect for the anti-tivoization clause must be given.70 
 
Distribution of the unmodified ‘Work’ is allowed.71 In this regard, if the ‘Work’ is distributed in 
object code the ‘Corresponding Source’ must be provided together with the ‘Work’ by one of the 
ways described in the license.72 If the ‘Work’ in object code is distributed in, with or specifically 
for use in a ‘User Product’, and the right of possession of the product is transferred to the 
recipient and anybody retains the ability to install modified object code on the ‘User Product’, the 
‘Corresponding Source’ must be accompanied by the Installation Information.73 As Asay has 
stated, this essentially requires that for any such user or consumer products ‘any encryption keys 
                                                 
69
 http://opensource.org/licenses/GPL-3.0  
70
 It also allows use with Affero GNU v 3 licensed-works. 
71
 ‘You may convey verbatim copies of the Program´s source code as you receive it, in any medium … You 
may convey a covered work in object code…’ - C?, PN?, ASC. 
72
 ‘Corresponding Source' means "all the source code needed to generate, install, and (for an executable 
work) run the object code and to modify the work, including scripts to control those activities. However it 
does not include the work´s System Libraries or general purpose tools or generally available free programs 
which are used unmodified in performing those activities but which are not part of the work.’ 
73
 The requirements concern all information, authorization keys and methods required to install and execute 
modified versions of the Work in such a ‘User Product’ – this also known as the ‘anti-tivoization’ clause. 
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or other information necessary to operate modified GPLv3’ed software on such products (i.e., the 
Installation Information) must be provided as part of the Corresponding Source’.74 
 
Distribution of the ‘Work’ with modifications is permitted subject to the license restrictions.75 
Dates of alterations must be provided. If the Work is distributed in object code the Corresponding 
Source must be provided together with the Work by one of the ways described in the License.76 
There is also a requirement that seeks to bypass the requirements of the Digital Millennium 
Copyright Act 1998 (DMCA)77 - if anybody conveys a covered work, it is stated that he or she 
waives ‘any legal power to forbid circumvention of TPMs to the extent such circumvention is 
effected by exercising rights under this License’. Regarding the DMCA provision, GPL v 3 
provides that no covered work shall be deemed part of an effective technological measure under 
any applicable law. However, the effectiveness of this provision is to some extent uncertain. For 
instance, it is very difficult to foresee in advance how a court or jurisdiction may interpret the 
notion of ‘applicable law’. It is also possible that the program licensed under GPL v 3 may be 
used as part of TPMs protecting access to works, for example via online access, without being 
distributed together with such works, and therefore without the necessity to license that program 
to recipients of such works.  
 
Regarding derivative content, sub-licensing is not allowed at all under GPL v 3. Nonetheless, 
with regard to aggregations, the license explicitly states that inclusion of a covered work into an 
aggregate78 does not cause GPL v 3 to apply to the other parts of the aggregate. With respect to 
the issue of linking, although it is clear that the GPL v 3 drafters intended to catch linking within 
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 C. D. Asay, ‘The General Public License version 3.0: Making or Breaking the FOSS Movement,’ 14 
Mich. Telecomm. Tech. L. Rev. 14 (2008), 265, 275. 
75
 ‘You may convey a work based on the Program, or the modifications to produce it from the Program, in 
the form of source code … You may convey a covered work in object code …’ - C?, Ca, PN?, AM, ASC, 
CL-GPL v 3. 
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 Corresponding Source refers to ‘…all the source code needed to generate, install, and (for an executable 
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does not include the work´s System Libraries or general purpose tools or generally available free programs 
which are used unmodified in performing those activities but which are not part of the work.’ 
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 Digital Millennium Copyright Act 1998 (DMCA) Pub. L. No. 105-304, 112 Stat. 2860 (Oct. 28, 1998). 
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 Defined as ‘a compilation of a covered work with other separate and independent works, which are not 
by their nature extensions of the covered work, and which are not combined with it such as to form a larger 
program, in or on a volume of a storage or distribution medium’, but only ‘if the compilation and it´s 
resulting copyright are not used to limit the access or legal rights of the compilation´s users beyond what 
the individual works permit’. If the Work in object code is distributed in, with or specifically for use in a 
User Product, and the right of possession of the product is transferred to the recipient, and anybody retains 
the ability to install modified object code on the ‘User Product’, the ‘Corresponding Source’ must be 
accompanied by the ‘Installation Information’   
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the meaning of ‘modification’ as defined in the license,79 it is doubtful whether this is really the 
case. It is strongly arguable that if a covered work dynamically or statically links to another 
program, the source code of such program must be provided as part of the ‘Corresponding 
Source’, unless it is a ‘System Library’ (and unless it is a ‘Major Component’ e.g. kernel or 
window system of the specific operating system). It is more unclear whether the program linked 
to by a modified work forms part of such modified work and must be therefore licensed under 
GPL v 3. The drafters of the license believe the answer is yes.80 However, given the fact that 
some kind of derivative work’ must have been created in order for the license to be binding, the 
answer is most probably no in relation to dynamically linked programs, and it may also be no 
even in relation to statically linked programs, depending on the nature of the modified work, as 
noted below.  
 
The drafters believe that if another program links to a covered work such program must be 
licensed under GPL v 3 ‘because the program as it is actually run includes the library’.81 However 
this reasoning seems to be flawed. The license does not impose any restrictions on running the 
covered work, only on conveying modified works, and furthermore the program dynamically 
linking to a covered work does not convey nor modify such work in any way. Static linking to a 
covered program would arguably result in a modified work that would have to be conveyed under 
GPL v 3 but it would depend on the nature of the resulting program i.e. whether such program 
could be defined as an aggregate, as defined above. Surprisingly the license does not mention 
specifically the situations in which covered works are ‘linked to’ by other programs.  
 
Overall, GPL v 3 is generally suitable for ‘making available’ (though no specific provisions are 
provided on this issue).82 With regard to ‘centralized’ distribution it appears that the GPL v3 does 
attempt to tackle this issue by introducing two new terms: ‘propagation’ and ‘conveying’.83 Under 
this view, mere ‘propagation’ that does not amount to ‘conveying’ of software licensed under 
GPL v 3 will not trigger the copyleft requirement. This appears to allow ‘centralized’ distribution. 
 
GPL v 3 is also suitable for ‘distribution of non-derivative works’, though any GPL v 3 code must 
be open and accessible (there are different requirements for object and source). It is also possible 
                                                 
79
 See GNU FAQ - http://www.gnu.org/licenses/gpl-faq.html   
80
 See GNU FAQ - http://www.gnu.org/licenses/gpl-faq.html  
81
 See GNU FAQ - http://www.gnu.org/licenses/gpl-faq.html  
82
 As noted supra n 13 and 14, there is a separate license, Affero GPL v 3, which does specifically attempt 
to capture the ‘making available’ of FOSS. 
83
 See ‘Definitions’ section of GPL v 3 - http://www.gnu.org/licenses/gpl.html 
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to use the license for ‘distribution of derivative works’ but according to the license terms, 
distribution of statically or dynamically linked works must be under the terms of the GPL (noting 
that GPL code and any linked code must remain open and accessible). However, despite the 
contrary intention of the drafters of GPL v 3, it is likely that only derivative content is bound 
under GPL. In other words, dynamically-linked programs are probably not affected by this 
provision since they unlikely to be considered as modified or ‘derivative works’.  
 
2. FOSS Licenses – ‘Contracts’ or ‘Bare Licenses’? 
 
There has been a tremendous amount of academic debate concerning whether FOSS ‘licenses’ are 
in fact ‘bare licenses’ in the legal sense or whether they are in fact ‘contracts’. In this respect 
there is some overlap between the different categories. Generally it is the case that a license can 
be a contract but it does not necessarily have to be one. A license is said to be analogous to giving 
permission – a licensor gives a licensee permission to do something which otherwise the licensee 
would not be able to do.84 Over the course of this sub-section, the requirements for ‘contracts’ 
and ‘bare licenses’ are assessed, along with analysis of the consequences of finding that a FOSS 
license operates in either category. 
 
2.1 Assessing the Requirements of a Contract in the FOSS context 
 
The question of whether FOSS licenses are valid contracts has been much debated. For instance, 
on one hand Gomulkiewicz has argued that GPL licenses fulfil the legal requirements of a 
contract under the US model code Uniform Computer Information Transaction Act (UCITA).85 
However, the UCITA has been accused by Richard Stallman of being more suitable for use in the 
context of ‘proprietary’ software than FOSS and this is one reason the FSF has not accepted the 
idea that the GPL is a contract.86 
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 CDPA 1988 s 16. 17 U.S.C. ss 106. 
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 R. W. Gomulkiewicz, ‘How Copyleft Uses License Rights to Succeed in the Open Source Software 
Revolution and the Implications for Article 2B,’ Houston Law Review 36 (1999), 179. UCITA s 102 (a) 
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 R. Stallman, ‘Why We Must Fight UCITA,’ Linux Today (2000); accessible at 
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On this point Moglen has argued: 
 
“A contract… is an exchange of obligations, either of promises for promises or of 
promises of future performance for present performance or payment. The idea that 
‘licenses’ to use patents or copyrights must be contracts is an artefact of twentieth-
century practice, in which licensors offered an exchange of promises with users: ‘We will 
give you a copy of our copyrighted work,’ in essence, ‘if you pay us and promise to enter 
into certain obligations concerning the work.’ With respect to software, those obligations 
by users include promises not to decompile or reverse-engineer the software, and not to 
transfer the software.”87  
 
In order to evaluate whether FOSS licenses can properly be considered as ‘contracts’, the first 
thing which must be discussed are the requirements for the formation of a valid contract under the 
Anglo-American common law legal system, which typically occur via ‘offer’, ‘acceptance’ and 
‘consideration’.88 Generally, contractual terms must be sufficiently drawn to the attention of the 
contracting party89 and be within the ‘reasonable expectations of the parties’.90 
 
In this respect, finding the ‘offer’ in the FOSS context is relatively straightforward. Zhu has 
defined an offer in the FOSS context as ‘a licensor’s manifested willingness to give users 
permission to access, use, modify or redistribute a piece of FOSS and these permissions are 
usually accompanied by some restrictions pursuant to Free Software Definition and Open Source 
Definition’.91 Meanwhile Rosen has noted that posting the offer to an accessible FOSS 
repository/website demonstrates a willingness to offer.92 
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http://lwn.net/Articles/61292/  
88
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With respect to ‘acceptance’ the situation is more complex. It is generally the case that it must 
correspond exactly with the terms of the offer. In this vein, it must be ‘absolute’ and it must leave 
no doubt ‘as to the fact of acceptance, or as to the coincidence of terms of the acceptance with 
those of the offer’.93 In the software area, there is some case law regarding acceptance via 
‘shrinkwrap’, ‘clickwrap’ and ‘browsewrap’. The idea of ‘shrinkwrap’ concerns the consumer 
tearing off the shrinkable clear plastic on the software box. Once this has been done, the 
consumer is said to have assented to the terms of the license. In the US this type of acceptance 
was found to be valid in ProCD v Zeidenberg.94 Nonehteless, this type of acceptance is 
controversial – Lemley has stated that the conduct supposedly showing evidence of a shrinkwrap 
contract ‘is hardly unambiguous evidence of assent’.95 In any event, most FOSS licenses are not 
‘accepted’ via ‘shrinkwrap’ licenses because FOSS software often does not come in a box 
package, but is instead downloaded online. The ‘clickwrap’ and ‘browsewrap’ are more relevant 
to FOSS. 
 
Zhu has remarked that ‘clickwrap’ licenses ‘require affirmative actions from licensees to manifest 
their acceptance’.96 Typically, in the context of this kind of license the user clicks a button to say 
‘Yes, I accept the license terms’. Kim has stated that since the user has notice of the terms and the 
ability to engage with them prior to acceptance, these types of licenses are generally less 
controversial than ‘shrinkwrap’ licenses.97 Under a ‘browsewrap’ license it is assumed that 
because a user has installed the software the user is effectively a ‘licensee’ i.e. the user has agreed 
to the terms of the license (which can usually be viewed or ‘browsed’ on a webpage). The key 
element appears to be that there must be prominent notice of the license terms.98 In this respect, 
GPL v 3 section 5 requires that ‘prominent notices’ must be given by licensors/downstream 
distributor, something which potentially means that GPL code does not require the ‘clickwrap’ 
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license. The OSI also stipulates that ‘non-clickwrap’ licenses are acceptable.99 Nevertheless, from 
the point of view of ‘acceptance’ the ‘browsewrap’ licenses are more difficult to comprehend and 
courts may be less willing to enforce them.100 
 
‘Consideration’ is the final major requirement for the formation of a valid contract. In Currie v 
Misa , Lush J. stated that ‘a valuable consideration, in the sense of the law, may consist in some 
right, interest, profit, or benefit accruing to the one party, or some forbearance, detriment, loss, or 
responsibility given, suffered, or undertaken by the other’.101 Treitel has noted that ‘an act, 
forbearance or promise’ amounts to consideration only if the court recognises that it has some 
economic value, even if that value cannot be precisely quantified.102 Chen-Wishart has remarked 
that consideration must of the ‘right kind’ under the law, and ‘non-monetary performance’ of 
‘doubtful economic value’ is difficult to assess in this context.103 In this vein Zhu has stated with 
regard to FOSS ‘volunteer licensees’ their contributions are mostly non-monetary performances 
(e.g. reporting bugs or testing submitted patches etc.) therefore it is not always clear whether 
these performances can have the right ‘economic values’ to qualify as consideration’.104 It also 
must be noted that the UK and US positions on consideration are not identical, something which 
adds another layer of complexity to these issues.105 
 
Nonetheless, Wacha has taken the view that in the context of FOSS licenses, including GPL, 
there is valid consideration in the form of ‘reciprocal promises’ undertaken between the licensor 
and licensee(s), which require the licensees to do a number of things e.g. to post requisite notices, 
to distribute the code under the same terms etc., in return for making use of the FOSS software.106 
On the other hand, Kumar has argued that the adherence to the requirements of the FOSS license 
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cannot be ‘consideration’ because this adherence does not ‘directly benefit the licensor’.107 
Within this dichotomy, Zhu has pointed out that there are generally two types of FOSS licensee – 
one type of licensee is a mere consumer of the software, but the second type of licensee makes 
efforts to improve the FOSS software and often passes these changes on the FOSS community.108 
The assessment of consideration may depend on the court’s view of the licensee’s use of the 
software. 
 
2.2.  Assessing the Requirements of a ‘Bare License’ in the FOSS context 
 
A license does not have to be a contract - it may be unilateral and not require mutual assent. Such 
a license is known as a ‘bare license’. As a legal concept it has its roots in Land Law in common 
law systems.109 Moglen has remarked:  
 
“The word ‘license’ has, and has had for hundreds of years, a specific technical meaning 
in the law of property. A license is a unilateral permission to use someone else's property. 
The traditional example given in the first year law school Property course is an invitation 
to come to dinner at my house. If, when you cross my threshold, I sue you for trespass, 
you plead my 'license,' that is, my unilateral permission to enter on and use my 
property.”110 
 
This is a more straightforward concept than a contract, as the requirements of ‘offer’, 
‘acceptance’ and ‘consideration’ are not present. As noted above, a bare license is a unilateral 
permission to use the work in a manner which would otherwise infringe.111  
 
The FSF claims that GPL is a unilateral bare license, arguing that the GPL licensees are not 
required to ‘accept’ the license:112 
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“The GPL, however, is a true copyright license: a unilateral permission, in which no obligations 
are reciprocally required by the licensor.”113 
 
Regarding the issue of FOSS Licenses as bare licenses, the following passage from GPL v 2 is of 
note: 
 
“…[you] are not required to accept this License, since you have not signed it. However, 
nothing else grants you permission to modify or distribute the Program or its derivative 
works. These actions are prohibited by law if you do not accept this License. Therefore, 
by modifying or distributing the Program..., you indicate your acceptance of this License 
to do so, and all its terms and conditions for copying, distributing or modifying the 
Program or works based on it.”114 
 
This passage is intended to lay down the concept that since exclusive rights cannot be exercised 
without the permission of the copyright owner, a licensee must either follow the terms of the 
license or not exercise the rights i.e. any other action amounts to copyright infringement. A 
similar provision can be found in GPL v 3, section 9, which explicitly states that acceptance is not 
required for the license to operate.115 No ‘acceptance’ of a ‘bare license’ is therefore required. As 
noted below, if a FOSS license is found to be a ‘bare license’ rather than a ‘contract’ this will 
have a number of legal consequences. 
 
2.3 What are the Consequences of a FOSS license being held to be either a ‘Contract’ or 
‘Bare License’? 
 
There are a number of consequences which arise from holding that a FOSS license is either a 
contract or a bare license.116 Regarding enforceability, if FOSS licenses are held to be contracts 
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the doctrine of privity of contract (which would not apply in the case of a bare license) has 
significant implications. The traditional understanding of this doctrine refers to the ‘contractual 
relationship’ which exists between the parties to a contract.117 The relationship allows them to 
take legal action against each other in the case that one party is dissatisfied with the enforcement 
of the contract. However, the nature of the contractual relationship is that it binds only the parties 
to it – as a general rule, a contract cannot confer rights or impose obligations arising under it on 
any person except the parties to it. For instance, in the FOSS context a third party who made use 
of the FOSS might not be bound by the contract. Nonetheless, it must be noted that in recent 
years the doctrine has been relaxed both in the US118 and the UK which alleviates this concern to 
some extent.119 If, on the other hand, the FOSS license is held to be a ‘bare license’ then it would 
not enforceable against the licensor, with the exception of ‘estoppel’, as discussed further below. 
 
Henley has further argued that with a contract courts are more willing to look beyond mere 
terminology and they often try to give effect to the intentions of the parties. The interpretation of 
terms is of great importance. In the absence of contract law, ‘bare licenses’ would be merely 
regulated by intellectual property law, which typically says very little on interpretation of license 
terms. There is therefore some uncertainty about terms that are not consistent with consumer 
protection laws e.g. warranty disclaimers as limitations of liability. One major reason for this 
claim by FSF is that the FSF seeks to avoid the diversity of contract law in preference for the 
more uniform application of copyright law under Berne. In particular it is notable that in the US 
copyright is largely a matter within the jurisdiction of the federal courts, whereas contract is much 
more within the various individual states’ jurisdictions.120 However, the interpretation of 
copyright law in various national jurisdictions is not as unitary as the FSF claims, particularly 
with regard to the concept of ‘derivative work’. Furthermore, the different interpretations of 
contract law concepts in various national jurisdictions are not as divergent as the FSF claims. The 
question of whether a FOSS license is a 'contract' or a 'bare license' is also significant because 
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there is the possibility that national legislation will include specific provisions regulating 
contracts which will not automatically apply to 'bare licenses'.121 
 
In addition, Henley has stated that unlike a contract a bare license can be interpreted solely at the 
licensor’s will –it is revocable.122 In this regard GPL v 2 states: 
 
“…all rights granted under this License are granted for the term of copyright on the Program, and 
are irrevocable provided the stated conditions are met…”  
 
However, unless this term is part of a contract, this statement is merely a ‘promise’. As such it 
may be revoked by the licensor at will. In this regard, Zhu has argued that the equitable doctrine 
of estoppel could empower a licensee to stop the full revocation of the license from taking 
place.123 Promissory estoppel would work in this context where there is ‘detrimental reliance’ on 
the part of the licensee.124 
 
It is also notable that the applicable governing law may differ in each case. For instance, under 
UK law ‘the governing law for a contract dispute is determined by the Rome Convention on the 
Law Applicable to Contractual Obligations’.125 In non-contractual obligations it will be decided 
‘by the Rome II Regulation or another statute of Private International Law’.126 In fact it is logical 
that different laws apply to contractual disputes and disputes over 'bare licenses'. The FSF seeks 
to avoid the diversity of contract law in preference for what it sees as the more uniform 
application of copyright law under Berne. In particular it is notable that in the US copyright is 
largely a matter within the jurisdiction of the federal courts, whereas contract is more within the 
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various individual states’ jurisdictions.127 However, as noted above the extent to which copyright 
is interpreted in a uniform fashion, while contract law is interpreted in a diverse manner, tends to 
be overstated by the FSF.  
 
As assessed below, there are also different ‘remedies’ which are applicable in each case e.g. 
specific performance can be ordered in the case of a contract. In the context of breach of contract, 
the unique doctrines of ‘part performance’ and ‘specific performance’ are potentially available.128 
Generally, in the arena of contract, damages are the usual remedy but are limited to those within 
the ‘contemplation of the parties’.129 Moreover, damages are the usual remedy for breach of 
contract in many European jurisdictions. In France, the amount of damages is allocated 
depending on the importance of the breach and its consequences.130 In Germany, in a case of a 
breach of contract, or a breach of any obligation set forth under the contract, the main 
remedies/methods of compensation are damages or termination of the contract or a mixture of 
both.131 
 
Finding a mechanism for calculating appropriate damages in the case of FOSS is not 
straightforward.132 Regarding attorney fees and legal costs, in the US these are usually only 
recoverable if expressly provided for within the contract. In the UK and most European systems, 
such as the German one, there is a loser pays costs system, whereby the loser pays not only his 
own costs but the costs, or the majority of the cast, of the winner as well.133  
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Furthermore, if FOSS Licenses are bare licenses a licensor cannot restrict activities that do not 
amount to copyright infringement - such as dynamic linking.134 This is important because in the 
context of copyright injunctions can only be granted to prevent infringing distribution. In 
common law jurisdictions injunctions are generally available as a remedy in copyright law, but it 
is typically difficult, though not impossible, to get an injunction for breach of contract.135 In 
European jurisdictions there may also be a difference in remedies available with respect to 
contract and copyright. To take the example of Spain, in a case of copyright infringement the 
available remedies are cessation, damages and the granting of an injunction.136 In a case of breach 
of contract, the norm is to either enforce performance, or claim termination, of the relevant 
obligation, and to claim damages.137  
 
In the UK with respect to damages, both tortious damages, in the form of reasonable 
compensation, and statutory damages are potentially available in the copyright context.138 Other 
potential remedies include an account of profits and’ delivery up’.139 Moreover, criminal 
remedies often exist for commercial scale copyright infringement, while these generally do not 
exist with respect to breach of contract.  
 
One other thing is of significance - with respect to remedies in the field of copyright, only 
copyright owners have the ability to enforce these rights in court. This could prove to be 
problematic in the FOSS context. As noted above, FOSS software typically involves numerous 
contributors, who are not sole copyright owners of every right which exists in the work, but 
instead own only a part of the copyright. It may prove to be difficult both to identify and to 
distinguish between the owner and the distributor without imposing large costs on potential users 
and developers.  
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2.4 Legal Enforceability of FOSS Licenses – Enforcement in the US and Europe 
 
It is likely that the enforceability of FOSS licenses, including the question of whether a FOSS 
license is a ‘bare license’ or a ‘contract’, will be jurisdiction-dependent. Regarding the US 
jurisdiction, the case of Jacobsen v Katzer is of significance to enforcement of FOSS licenses.140  
 
The Jacobsen case hinged upon the meaning of a term of the ‘Artistic license’.141 Jacobsen had 
devised software for controlling model trains and released the software under Artistic license. A 
key obligation of the license is when distributing the work to include attribution notices as well as 
identification of any modifications. Katzer, the defendant, had failed to provide attribution or give 
identification of modifications. This key term fell to be considered by the courts. 
 
Henley has remarked that the question turned on whether the provision breached was ‘a condition 
of the license, or a mere covenant’.142 In other words, the case hinged upon whether the crucial 
term of the Artistic License would be interpreted by the court as amounting to either a ‘condition’ 
of the contract or as a mere ‘covenant’. In the District Court the court stated that the license 
included both contractual covenants and copyright conditions: 
 
“[t]he condition that the user insert[s] a prominent notice of attribution does not limit the 
scope of the license.”  
 
Thus, according to the District Court, violation of the Artistic License’s terms constituted a 
breach of contract, rather than copyright infringement. This decision affected the type of relief 
available to Jacobsen. Typically, injunctive relief, which is available in the context of copyright 
infringement, is unlikely to be available for breach of contract.  
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Nevertheless, the Court of Appeals for the Ninth Circuit vacated the District Court’s ruling.143 
The court found that Katzer’s obligations did amount to ‘conditions’ limiting the scope of the 
license – these were not independent contractual ‘covenants’. With regard to the key contract 
question of ‘consideration’, the court stated:  
 
“The choice to exact consideration in the form of compliance with the open source 
requirements of disclosure and explanation of changes, rather than as a dollar-
denominated fee, is entitled to no less legal recognition.” 
 
The court therefore found that the license was of a ‘hybrid’ nature, which did include enforceable 
copyright ‘conditions’. Katzer’s actions had gone beyond the scope of the license by failing to 
comply with these ‘conditions’. Therefore an action for copyright infringement could legitimately 
be brought by the licensor and the appropriate remedies sought.144 
 
The Jacobsen case was undoubtedly an important one for the enforceability of FOSS licenses.145 
By finding that the term was a contractually enforceable ‘condition’ of the contract, the court 
confirmed that such licenses can be legally binding and enforceable in the US jurisdiction. A 
significant post-Jacobsen case, although it does not directly concern FOSS licenses, is MDY v 
Blizzard.146 In this case, the Ninth Circuit stated that a term prohibiting the use of ‘bots’ was a 
‘covenant’, not a ‘condition’. Crucially, in making this decision it cited relevant state law, 
whereas in the Jacobsen decision the court did not defer to state law.147 Gomulkiewicz has 
remarked that the effect of this case may lead to ‘inconvenient complications’ arising in the future 
with regard to FOSS licenses.148 In particular, he has argued that the method of delineating 
between contractual covenants and license conditions laid down in MDY may make it more 
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difficult for open source licensors from obtaining injunctive relief. Nonetheless, the overall 
picture for FOSS enforceability in the US jurisdiction is a positive one. 
 
Indeed, in light of the above analysis of Jacobsen it is worth considering whether the major 
licenses explored over the course of this chapter, Apache 2.0, BSD, MIT, MPL, LGPL, GPL v 2 
and GPL v 3, are likely to be interpreted as 'contracts' or 'bare licenses' under Jacobsen. Menon 
has argued that the terms of GPL v 2 are likely to be interpreted as 'conditions' because they use 
the appropriate language, including conditional phrases such as 'provided that'.149 This would 
expose the user to copyright liability. The same can be said with respect to other GNU licenses 
such as LGPL and GPL v 3, which also use 'conditional' terminology.150 Apache 2.0 uses 
traditional contractual language, subjecting use to 'terms and conditions'. As such, its provisions 
can largely be considered to be 'conditions', while the same can be said for the BSD and MIT 
licenses.151 Moreover, while MPL uses terms more traditionally associated with 'covenants' rather 
than conditions, such as 'must do' and 'curing the breach', features a termination clause which is 
undoubtedly 'conditional'.152 
 
Nevertheless, Goss has remarked that since FOSS licenses depend on contract law for 
enforcement, this may present challenges for courts, particularly since contractual issues may 
vary from jurisdiction to jurisdiction. Thus, even though a FOSS license was enforceable in the 
US jurisdiction, in another jurisdiction the interpretation of the law may well be different. 
 
As yet, there is no UK case concerning the validity of FOSS licenses. Despite this, it has been 
argued that if a case similar to Jacobsen v Katzer was to come before the courts in the UK 
jurisdiction, a different conclusion would be reached on whether a ‘contract’ exists between the 
licensor and licensee.153 For instance, Shemtov has argued that in line with Currie v Misa154 UK 
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courts may not find a binding contract to have been formed due to the lack of ‘consideration’.155 
On this point Henley has remarked that the courts of England and Wales would likely consider 
the Artistic License as a bare license rather than a contract.156 Moreover, with regard to the 
condition/covenant distinction, which was of crucial importance under US law in Jacobsen v 
Katzer, it must be stated that many European jurisdictions including France, Germany, and Italy 
do not feature this same condition/covenant distinction.157 Nonetheless, a number of courts in 
civil law jurisdictions such as Germany and France have accepted that such licenses are legally 
valid.158 For instance, the German case of Welte v Sitecom Deutschland GmbH is of significance 
due to the fact that the Munich District Court held that failing to comply with GPL license terms 
could constitute both a breach of contract and copyright infringement.159 This is in line with 
Jacobsen v Katzer . In France, the case of EDU v AFPA, also known as the ‘Paris GPL case’, is of 
significance because the court seemed to accept that a violation of GPL terms could bring 
copyright infringement considerations into play.160  
 
The fact that civil law jurisdictions have so far found FOSS licenses to be valid and enforceable 
ought to come as no surprise. Civil law jurisdictions typically consider license agreements, 
including FOSS licenses, to be enforceable contracts because ‘consideration’ is generally not a 
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formal requirement of contract formation.161 Moreover, it is highly unlikely that a FOSS license 
could be considered as akin to a ‘bare license’ – as noted above this is a concept which has its 
roots in Land Law in common law jurisdictions.  
 
Ultimately, Shemtov has remarked that FOSS licenses in civil law jurisdictions appear to have a 
‘dual nature’; where relevant either, or both, contract law and copyright law may provide 
remedies.162 It seems that the terms of FOSS licenses are valid and enforceable conditions. 
Nonetheless, case law in all jurisdictions is still in its infancy, which means the above assessment 
of the enforceability of FOSS licenses must be greeted with a degree of caution. 
 
3. Examining License Compatibility  
 
It has been argued that open source licenses are now overly diverse, and that this diversity could 
lead to legal complications.163 For instance, the proliferation of different licenses that are 
potentially available to programmers may make it difficult for later users/contributors/distributors 
to comprehend which uses are acceptable and legal.164 For this reason, the Open Source Initiative 
has tried to curb the enactment of new licenses, and some older, or poorly designed, licenses have 
effectively been ‘retired’ from use. However, it has been argued that these efforts have largely 
failed to prevent the negative aspects of proliferation from taking place.165 Furthermore, the 
majority of software programs are released via one of the popular licenses examined over the 
course of this chapter, which to some extent mitigates some of the proliferation issues. On this 
point, it has been argued that the proliferation of licenses represents both ‘helpful diversity’ and 
‘hopeless confusion’.166 In other words, it is unfortunate that confusion often results from license 
proliferation, but there may be no other way to satisfy the diverse licensing needs of the software 
programmers. 
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The assessment undertaken in this sub-section discusses compatibility in terms of ‘one way 
compatibility’ and ‘two way compatibility’. One way compatibility refers to the fact that when 
two licenses are compared, material which works under License A can be taken, modified and 
licensed under License B, but material under License B cannot be taken, modified and 
incorporated under License A. In other words, the licenses are compatible in one direction only. 
Typically License A is a ‘no copyleft’ license and License B is a 'weak copyleft' or a 'strong 
copyleft' license. Two-way compatibility implies some degree of reflexive/reciprocal 
compatibility, such as via licensing or via linked works. 
 
There is also an important jurisdictional concern which arises here. As noted above, the term 
‘derivative work’ has a meaning under US law167, but it is a contestable concept in other 
jurisdictions such as those in Europe.168 The jurisdictional interpretation of the boundaries of a 
‘derivative work’ or a work featuring modifications will be of great significance. Indeed, the 
question of whether dynamic and/or static linking creates a ‘derivative work’ could be answered 
differently in the various jurisdictions of the US and Europe. Furthermore, as described above, 
the notion of ‘distribution’ may not have a uniform meaning. The notions of distribution 
discussed here are in line with those discussed in sub-section 1 of this chapter – ‘making 
available’, ‘centralized’ distribution, ‘distribution of non-derivative works’ and ‘distribution of 
derivative works’. 
 
3.1 Compatibility between the 'No Copyleft' licenses - Apache 2.0, BSD and MIT 
 
There are few complications which can arise with regard to compatibility between the permissive, 
'no copyleft' licenses. Copying and linking are broadly permitted by all three licenses examined 
here, with only minimal requirements. As noted above, the most popular 'no copyleft' license is 
Apache 2.0. It is broadly two-way compatible with BSD. In other words, Apache and BSD 
material can be incorporated under either license. With respect to two-way compatibility between 
Apache 2.0 and MIT, Apache and MIT materials can be incorporated under either license. 
Similarly, BSD is two-way compatible with MIT - BSD and MIT materials can be incorporated 
under either license. 
 
                                                 
167
 See chapter [] of this text. 
168
 T. Jaeger, ‘Enforcement of the GNU GPL in Germany and Europe,’ JIPITEC 1 (2010), 34. 
35 
 
3.2 Compatibility between the 'Weak Copyleft' licenses - MPL and LGPL  
 
With regard to compatibility, the weak copyleft licenses tend to have limited two-way 
compatibility. A weak copyleft license typically stipulates that derivative content must be 
licensed under that same license. However, these restrictions tend to not be applied in the context 
of ‘linked’ works. Therefore, these licenses generally allow and encourage linking.  
 
In line with this, MPL has two-way limited compatibility with LGPL. In this respect, there is no 
compatibility regarding derivative works - these must be licensed under either MPL or LGPL so 
no compatibility it possible. However, linking is permitted by LGPL and MPL which means that 
in the context of ‘non-derivative works’ the licenses are compatible. Furthermore, clause 13 of 
MPL concerns choices made by the ‘initial developer’, whereby the latter can designate portions 
of the covered code as ‘multi licensed’. It appears to bet the case that if you follow ‘Exhibit A’ in 
the MPL (as referred to by clause 13) you may enable third parties to utilize parts of the code that 
you released under MPL under other licenses of your choice. Therefore clause 13 allows 
alternative use of GPL in limited circumstances. 
 
3.3 Compatibility between the ‘Strong Copyleft’ Licenses - GPL v 2 and GPL v 3 
 
There are compatibility problems between the strong copyleft licenses.169 Under the strict terms 
of these licenses, there is little that can be done with the material that will not apparently cause 
the copyleft clauses to come into effect. In this respect, GPL v 2 is generally thought not to be 
compatible with GPL v 3.170 Nonetheless, v 2 envisages use via the terms of later versions of the 
GPL. Therefore, there is a possibility that v 2 code may be used under GPL v 3 i.e. it is possible 
to license the content under v 3. 
 
3.4 Compatibility between the 'No Copyleft' licenses and the 'Weak Copyleft' licenses 
 
With regard to compatibility between the 'no copyleft' licenses and the 'weak copyleft' licenses 
there is one-way compatibility between the licenses. In this sense, derivative 'no copyleft' material 
can be incorporated under the 'weak copyleft' license, but not vice versa, though there are 
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typically some exceptions allowing limited two-way compatibility between the licenses for 
‘linked’ works, as discussed below. 
 
Apache 2.0 is one-way compatible with MPL. MPL requires that derivative content be licensed 
under MPL. In other words, Apache-derived material can be incorporated under MPL but not vice 
versa. However, as detailed above, under MPL clause 13 if the programmer follows ‘Exhibit A’ 
in the MPL (as referred to by clause 13) he or she may enable third parties to utilize parts of the 
code that were released under MPL under other licenses of your choice. Therefore MPL clause 13 
allows alternative use of Apache 2.0 in limited circumstances, and therefore there is some two-
way compatibility between the licenses. As with MPL, Apache 2.0 is generally one-way 
compatible with LGPL in that LGPL requires derivative content to be licensed under MPL.171 
Therefore, Apache-derived works can be incorporated under LGPL, but not vice versa. As with 
MPL, there is also the possibility of two-way compatibility via linking - software that links to 
LGPL library not considered a derivative work (clause 5).  
 
BSD is one-way compatible with MPL (MPL requires that derived content be licensed under 
MPL). BSD material can be incorporated under MPL but not vice versa (unless specifically 
indicated under MPL clause 13). Similarly, BSD is one-way compatibile with LGPL - BSD 
material can be incorporated under a LGPL but not vice versa. LGPL requires that content be 
licensed under GPL or LGPL (clause 2). 
 
MIT is one-way compatible with MPL. MIT-derived works can be incorporated under MPL, not 
vice versa, unless specifically indicated under MPL clause 13. Derivative works must be licensed 
under MPL. MIT is one-way compatible with LGPL. MIT-derived works can be incorporated 
under LGPL, not vice versa.  
 
3.5 Compatibility between the 'No Copyleft' licenses and the 'Strong Copyleft' licenses 
 
There is clear one-way compatibility between the no copyleft licenses and the strong copyleft 
licenses. The terms of the strict strong copyleft licenses mean that no copyleft content can be 
integrated under a strong copyleft license, but this does not work the other way around because 
the strong copyleft license requirements do not allow this. Moreover, as outlined above, the 
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‘strong copyleft’ licenses typically try to catch any ‘linked’ material within the terms of the 
license. 
 
Regarding GPL v 2, Apache 2.0 has one-way compatibility with the license. In other words, 
Apache material can be incorporated under GPL v 2 but not vice versa. Linking is broadly 
permitted by Apache (clause 2) but GPL v 2 requires that derivative works must be licensed 
under GPL. However, since GPL v 2 refers to ‘derivative works’ it is likely that anything which 
is outside the definition of a ‘derivative work' will not be affected. In addition, with regard to the 
contract/bare license debate discussed above, in a jurisdiction where a FOSS license is considered 
to be a bare license rather than a contract, it may not be possible legally to impose these types of 
obligations on downstream users. 
 
The FSF claimed that GPL v 2 was not compatible with Apache because the patent retaliation 
clause and the indemnity clause are seen as ‘further restrictions’.172 Nonetheless, Lovejoy has 
noted that this interpretation was not accepted by the Apache Software Foundation, which 
claimed that the terms are in line with GPL v 2.173 Furthermore, given the ‘no copyleft’ nature of 
Apache it is possible that a court would take this permissive nature into account when 
determining compatibility – it seems unlikely that the court would take a restrictive view of the 
Apache 2.0 requirements. 
 
BSD licenses have one-way compatibility with GPL v 2. As above, BSD material can be 
incorporated under GPL v 2 but not vice versa. Copying and linking are broadly permitted by 
BSD but GPL requires that derivative works be licensed under GPL. However since GPL v 2 
refers to ‘derivative works’ anything which is outside the law’s definition of a ‘derivative work’ 
will likely not be affected. As noted above, in a jurisdiction where such a license is considered to 
be a bare license rather than a contract, it is not possible legally to impose these types of 
obligations on downstream users. Further to this, MIT also has one-way compatibility with GPL 
v 2. MIT-derived works can be incorporated under GPL, not vice versa. As detailed above, any 
derivative GPL v 2 content must be GNU GPL licensed (clause 2). 
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Regarding GPL v 3, Apache 2.0 has one-way compatibility with the license. Apache material can 
be incorporated under GPL v 3 but not vice versa. Copying and linking are broadly permitted by 
Apache (clause 2) but GPL v 3 requires that ‘derivative’ content must be licensed under GPL v 3 
(clause 5). Similarly, BSD is one-way compatible with GPL v 3 i.e. BSD material can be 
incorporated under GPL v 3 but not vice versa. Linking is permitted by BSD but GPL v 3 
requires that content must be licensed under GPL v 3 (clause 5). 
 
Finally, MIT has one-way compatibility with GPL v 3 i.e. MIT material can be incorporated 
under GPL v 3, but not vice versa. Copying and linking are broadly permitted by MIT, but GPL v 
3 requires that content must be licensed under GPL v 3 (clause 5). 
 
3.6 Compatibility between the 'Weak Copyleft' licenses and the 'Strong Copyleft' licenses 
 
Generally ‘weak copyleft’ licenses have one-way limited compatibility with ‘strong copyleft’ 
licenses in the arena of non-derivative ‘linked’ content, rather than ‘derivative’ content. 
 
MPL has one-way limited compatibility with GPL v 2. Under clause 13 of MPL, a GPL can be 
used alongside MPL code if specifically indicated under MPL clause 13. However, GPL does not 
have a similar provision. Copying and linking are permitted by both licenses but both licenses 
have restrictive clauses with regard to modified or ‘derivative’ works – such works must be 
licensed under MPL or GPL. Moreover, since GPL v 2 refers to ‘derivative works’ it is likely that 
anything which is outside the definition of a ‘derivative work’ will not be affected. Furthermore, 
it is notable that Clause 13 MPL is first and foremost about choices made by the ‘initial 
developer’, where the latter can designate portions of the covered code as ‘multi licensed’. It 
seems that if a person follows ‘Exhibit A’ in the MPL (as referred to by clause 13) that person 
may enable third parties to utilize parts of the code that released under MPL under other licenses. 
Therefore clause 13 allows alternative use of GPL in limited circumstances. As noted above, 
there is no compatibility for derivative works because both require derivative works to be 
licensed under the respective license. Similarly, LGPL v 2 has one-way compatibility with GPL v 
2. LGPL-derived material can be licensed under GPL. Software that links to LGPL library is not 
considered to be a derivative work (clause 5). However, a derivative work under LGPL must be 
GPL licensed.  There is also some two-way limited compatibility with regard to GPL works 
linking to the LGPL library. 
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MPL has one-way limited compatibility with GPL v 3. As noted above, under MPL in certain 
limited circumstances, GPL can be utilized (clause 13). It seems that if you follow ‘Exhibit A’ in 
the MPL (as referred to by clause 13) you may enable third parties to utilize parts of the code that 
you released under MPL under other licenses of your choice. Therefore clause 13 allows 
alternative use of GPL v 3 in limited circumstances. Copying and linking are permitted by both 
licenses but derivative works must be licensed under either MPL or GPL. As above, since GPL v 
3 refers to ‘derivative works’ anything which is outside the definition of a ‘derivative’ work will 
not be affected. Furthermore, Clause 13 MPL is primarily concerned with choices made by the 
‘initial developer’, where the latter can designate portions of the covered code as ‘multi licensed’. 
There is, however, no compatibility for derivative works. LGPL has two-way compatibility via 
linking with GPL v 3. Copying and linking are allowed by both LGPL and GPL v 3. Derivative 
content must be GNU LGPL/GPL v 3 licensed (clause 2). Moreover, LGPL clause 5 states that 
software that links to the library is not considered a derivative work, so this also must be borne in 
mind. 
 
 
Conclusion 
 
This chapter has outlined and compared the terms of the various types of FOSS licenses – ‘no 
copyleft’, ‘weak copyleft’ and ‘strong copyleft’. The possible effects of the contract/bare license 
debate have also been explored, along with the relevant compatibility issues. Ultimately, it is 
clear that while there are challenges to the legality of FOSS licenses, these challenges are not 
insurmountable. The diversity of licenses does create legal complexities with regard to 
compatibility, but given the diverse nature of FOSS programmers, the proliferation of different 
FOSS licenses seems inevitable.  
 
On this point, one element in particular warrants further reflection – so far there is a relative 
paucity of FOSS case law concerning the issues discussed above. Given the widespread adoption 
of FOSS it is surprising that there are no cases on enforcement in the UK, and few in other 
jurisdictions such as the US, France and Germany. This in itself implies that open source 
programmers and users, even commercial ones, are not getting tied up in costly and time-
consuming legal actions. There may be a number of reasons for the lack of cases. For example, it 
may be that disputes do arise, but they are largely of a minor nature and can be easily rectified 
before the formality of a court hearing. It may also be the case that many licenses are breached 
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but these breaches simply go unnoticed by FOSS licensors. The underlying DIY ethos of FOSS 
may also have a role to play. Nonetheless, it stands to reason that given the diversity and 
complexity outlined above ‘hard cases’ will inevitably come up in the future, and these in turn 
may alter the FOSS legal landscape. In particular, given the fact that FOSS thrives online in a 
global environment, if jurisdictional legal differences kick in over the next few years, this may 
have a detrimental effect on the continued ‘viral’ spread of FOSS globally.  
 
Overall, there is much work yet to be done to bring clarity to the crucial enforceability and 
compatibility issues outlined above. All the parties involved, the FOSS developers, individual 
FOSS users and businesses which make use of FOSS, need guidance as to the legal ramifications 
of their actions. The recent EU ‘Joinup’ initiative, which maps license compatibility issues, is one 
such helpful guide; this chapter provides another.174 
 
Annex I – Key of License Abbreviations used in Footnotes 
 
A  acknowledgment must be included in any redistribution 
Ca  if the program is interactive and such announcements are customary for similar kind of 
programs, copyright notice must be displayed or printed at each time the program commences 
operation or at the request of the user, depending on custom practice related to the kind of 
programs in question. 
C?  copyright notice must be included (but no explicit obligation to include permission 
notice in the source code, object code or documentation) 
Cu copyright notice must remain unchanged as included in the original package (but no 
explicit obligation to include copyright notices in the source code, object code or documentation) 
Cus copyright notice must retained in the source code as included in the original source code 
Cs  copyright notice must appear in all copies of the source code (but not necessarily in the 
documentation) 
C  copyright notice must appear in all copies of the source code and in the documentation 
(but no obligation to provide any supporting documentation with the binary code) 
C+  copyright notice must appear in all copies of the source code and in the documentation 
that must be provided with the binary code (but not necessarily in the binary code) 
Cc+  copyright notice must appear in all copies of the code, but no obligation to include it in 
the documentation 
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C++  copyright notice must appear in all copies and in supporting documentation 
PN?  permission notice (license text) must be included (but no explicit obligation to include 
permission notice in the source code, object code or documentation) 
Pnu permission notice (license text) must remain unchanged as included in the original 
package (but no explicit obligation to include copyright notices in the source code, object code or 
documentation) 
PNus  permission notice must retained in the source code as included in the original source code 
PN  permission notice (license text) must appear in all copies of the source code 
PND  permission notice (license text) must appear in supporting documentation 
PN+  permission notice (license text) must appear in all copies of the source code and in the 
documentation (but not necessarily in the binary code) 
PNc+  permission notice (license text) must appear in all copies of the code, but no obligation to 
include it in the documentation 
PN++  permission notice (license text) must appear in all copies and in supporting 
documentation 
NA  name of the copyright holder and/or of the organization which created the license may 
not be used in advertising without prior permission 
NC  name of the original program cannot be changed 
NP  name of the original program cannot be used in connection with any derived programs 
AM  altered versions must be plainly marked as such 
ASC  access to the source code must be provided to each recipient of the Work 
AWP  access to the modified Work must be provided to the public 
CL  copyleft clause, conditions are described. If CL appears with the name(s) of specific 
licenses it means that modifications must be licensed exclusively under this license or those 
licenses. Mere obligation to include original permission notice or license text is NOT considered 
as copyleft clause for purpose of this definition. 
F  cannot be sold, must be distributed for free 
 
 
