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Bakalářská práce se zabývá způsoby automatického generování ASCII grafiky. Práce je rozdělena do 
několika částí.  V první části  jsou popsány základy počítačové grafiky,  zpracování a rozpoznávání 
v obraze. Další část je zaměřena na teorii a historii dvou nejznámějších uměleckých stylů ASCII art a 
ANSI art. V návrhu aplikace jsou uvedeny metody pro rozpoznávání znaků a problémy vyplývající z 
jejich testování. Pro obarvení popředí a pozadí znaku byly navrženy metody, které redukují barevný 
prostor zkoumané oblasti. Předposlední část je zaměřena na implementaci knihovny generující ANSI , 
ASCII art obraz a aplikaci, která umožňuje nastavení všech nutných parametrů. Závěr práce popisuje 
testování na sérii obrazů, zhodnocení dosažených výsledků během vývoje a návrhy na možné budoucí 
rozšíření.
Abstract
The present bachelor thesis deals with automatic generation of ASCII graphics. The thesis is divided 
in  several  parts.  First  part  describes  the  basics  of  computer  graphics,  image  processing  and 
recognition. The next part is focused on a theory and history of two most famous art styles called 
ASCII art and ANSI art. The methods of  char recognition and problems arising from their testing are 
described in software application design. The methods reducing colour space of analyzed area were 
designed  for  char  foreground  and  background  colouring.  The  semifinal  part  is  focused  on 
implementation of library generating ANSI and ASCII art image and software application enabling 
the setting of all necessary parameters. The testing on a series of images, evaluation of results reached 
during the development and suggestions of possible future extensions are described in last part of the 
thesis. 
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1 Úvod
Obor počítačová grafika vznikl s potřebou vizualizace dat na počítači. To dopomohlo k tomu, že se 
práce s počítačem stala přehlednější a přístupnější i pro lidi bez odborného vzdělání. Počítač se tak 
stal  nejen  odborným  nástrojem  určeným  k  náročným  výpočtům,  ale  i  multimediálním  strojem 
schopným  zobrazit  obraz,  video  a  komunikovat  s  uživatelem  prostřednictvím  grafického 
uživatelského rozhraní.
Starší operační systémy obsahovaly grafické uživatelské rozhraní složené pouze ze symbolů, 
písmen a číslic, které poskytovala grafická karta počítače. Každý z tisknutelných znaků bylo možné 
obarvit  za  použití  speciálních  sekvencí.  Důsledkem  toho  bylo,  že  se  tvorba  grafiky  na  daných 
systémech stala mnohem náročnější. Přesto postupem času vznikaly grafické obrazy složené právě 
z těchto znaků. Dnes je tento grafický styl znám pod názvem ANSI art. 
S  příchodem novějších  operačních  systémů  a  stále  výkonnějších  grafických karet  nebylo 
nadále  potřeba  pro  zobrazování  grafické  informace  používat  znaky,  ale  byly  využity  principy 
vektorové1 a rastrové grafiky2. Pro zpětný převod z rastrové podoby obrazu do podoby ANSI art se 
využívá metod zpracování a rozpoznávání obrazu. 
1.1 Obsah práce
 Kapitola 1 je úvodem do problematiky. Seznamuje čtenáře s obsahem bakalářské práce.  
 Kapitola  2 popisuje nezbytné teoretické základy a termíny, které jsou dále v práci použity. 
Seznámí čtenáře se základy počítačové grafiky, zpracování a rozpoznávání v obraze. 
 Kapitola 3 vysvětluje teorii a historii ASCII grafiky. Budou popsány dva nejznámější ASCII 
umělecké styly, a to ASCII art a ANSI art.
 Kapitola  4 seznámí čtenáře s návrhem aplikace automatického generování ANSI artového 
obrazu  a  popisuje  navržené  metody  určené  k rozpoznávání  znaků  v  obraze  a  jejich 
následnému obarvení. 
 Kapitola 5 pojednává o implementaci aplikace. Bude blíže popsána navržená knihovna ANSI 
artu a grafické uživatelské rozhraní aplikace.
 Kapitola 6 obsahuje sérii navrhnutých testů a zhodnocení výsledků.
 Kapitola 7 je samotným závěrem práce. Obsahuje shrnutí dosažených výsledků práce. Je zde 
uvedeno i zhodnocení z pohledu dalšího možného vývoje projektu. 
1 Vektorová grafika reprezentuje obraz pomocí geometrických primitiv (přímky, křivky, body...).
2 Rastrová grafika popisuje obraz pomocí bodů, které jsou uspořádány do mřížky.
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2 Teoretické základy
Kapitola si klade za cíl seznámit čtenáře s nejdůležitějšími oblastmi počítačové grafiky, zpracování 
a rozpoznávání obrazů, které jsou nezbytné pro další pochopení problematiky. Zpracování obrazu je 
odvětví  informatiky,  které  se  zaměřuje  na  digitalizaci  obrazu,  jeho  předzpracování  a  způsoby 
zobrazení. S takovýmto obrazem pak pracujeme při rozpoznávání v obraze, které spadá do vědního 
oboru  počítačové  vidění.  Jeho  hlavním  úkolem  je  technickými  prostředky  napodobit  některé 
schopnosti  lidského  vidění.  Mezi  základní  principy  patří  rozdělení  obrazu  do  částí  s  odlišnými 
vlastnostmi (segmentace obrazu), detekce objektů v obraze na základě různých metod rozpoznávání 
a porozumění obsahu obrazu. 
2.1 Digitální obraz
Pro porozumění obsahu obrazu je důležité si definovat, co vlastně obraz je a jakým způsobem ho 
můžeme reprezentovat počítačem. Svět, jak ho známe, má trojrozměrnou podobu (3D) a jeho obraz je 
perspektivně promítán do TV kamery, fotoaparátu nebo na sítnici oka. Vzniká tak obrazová funkce, 
tedy  dvojrozměrný  (2D)  obraz.  Lidské  oko  vnímá  obraz  jako  spojitou  funkci,  kterou  můžeme 
matematicky zapsat dle vzorce (2.1), kde V je obor hodnot obrazu (barva). Definice předpokládá, že 
velikost obrazu není omezena [1]. 
                            (2.1)
Zpracování  obrazu ve spojité  podobě je ovšem značně nepraktické,  protože takový obraz 
nelze reprezentovat v počítači. Obraz je třeba digitalizovat, aby vznikla diskrétní obrazová funkce. 
Digitalizace  spočívá  ve  vzorkování  obrazu  v  matici  a  kvantování  spojité  jasové  úrovně  každého 
vzorku do X intervalů. Čím jemnější je vzorkování a kvantování, tím více se blíží výsledný diskrétní 
obraz spojitému obrazovému signálu. Diskrétní obrazovou funkci lze reprezentovat vzorcem (2.2) [1]. 
                            (2.2)
2.2 Barva
Barva je důležitým nosičem informace. Pro vnímání barev lidským okem je důležité, aby okolo nás 
bylo světlo, které osvětluje objekty, jejichž barvu pak vnímáme. Viditelné světlo je elektromagnetické 
záření o vlnové délce 400–750 nm a leží mezi  vlnovými délkami ultrafialového a infračerveného 
záření. 
4
I : x , y :ℜ×ℜV
I d : x , y :ℕ×ℕℜ
Následující definice je převzata z literatury [5]:
“Barva  je subjektivní vjem vyvolaný působením světla daného spektra šířeného ze zdroje,  
které se odráží od povrchu objektu (podle jeho objektivních vlastností) a dopadá na sítnici našeho 
oka. Oko pak předává získanou informaci do mozku, který ji interpretuje jako barvu odpovídající  
charakteristickým rozsahům vlnových délek světla odraženého od povrchu objektu.”
Z hlediska lidského vnímání barev má člověk největší citlivost na světlo zelené vlnové délky, 
potom na červenou a nejméně na modrou. Je to způsobeno stavbou lidského oka. Na sítnici oka jsou 
světlocitlivé buňky, tyčinky a čípky. Tyčinky na okraji sítnice jsou mnohem náchylnější na intenzitu 
dopadajícího světla. Čípky ležící uprostřed oka umožňují barevné vidění základních barev červené, 
zelené a modré. Každý z čípků je náchylnější na jinou základní barvu a jejich počet ovlivňuje tedy 
vnímání barvy lidským okem [5]. 
2.3 Barevné modely
Barevné modely popisují základní barvy a jejich míchání, tedy způsob, jakým dosáhneme výsledné 
barvy. Svou charakteristikou jsou přizpůsobeny různým účelům a oblastem použití. Společným rysem 
zůstává snaha o dosažení nejvěrnějšího podání barev. 
Mícháním světla s  různým barevným spektrem a intenzitou dosáhneme velkého množství 
barev. V praxi je ovšem práce s tak velkou paletou barev nevhodná, mnohem výhodnější je zvolit 
několik základních barev, jejichž kombinací získáme všechny ostatní potřebné barvy.  Existují dva 
základní  přístupy k  míchání  barev:  aditivní  míchání a  subtraktivní  míchání.  Aditivní  míchání  je 
založené na práci se světlem. Přidáním odstínu dojde k celkovému zesvětlení. Složením všech tří 
základních  barev  (červená,  zelená,  modrá)  dostaneme  bílou  barvu.  Tento  způsob  je  využit 
u barevného  modelu  RGB  a  v  technických  zařízeních  typu  monitor,  projektor  a  jiné  televizní 
techniky.  Subtraktivní míchání  barev závisí na práci s pigmenty. Přidáním dalšího odstínu vznikne 
tmavší  barva.  Kombinací  základních barevných složek (tyrkysová,  fialová,  žlutá)  získáme černou 
barvu. Principu je využito v barevném modelu CMYK a ve veškeré tiskařské technice [5]. 
2.3.1 Barevný model RGB
Jedná se o aditivní barevný model, který vychází z faktu, že lidské oko obsahuje tří základní druhy 
buněk  citlivých  na  barvu.  Ty  odpovídají  nejblíže  barvám  červené (z angličtiny R-red),  zelené 
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Obrázek 1. Míchání barev - a) Aditivní míchání   b) Subtraktivní míchání
(G-green)  a  modré  (B-blue).  Stal  se  základním barevným modelem  pro  použití  v  počítačové  a 
zobrazovací technice. V počítačové technice využívají běžné zobrazovací displeje nejčastěji 24 bitů 
na 1 pixel (základní zobrazovací jednotka). Nejčastěji se můžeme setkat s rozvržením 8 bitů na barvu 
a můžeme tak zobrazit 2563 (16 777 216) barev [5].  
RGB je modelem součtovým a vyjadřuje se pomocí jednotkové krychle. V počátku souřadného 
systému [0,0,0] leží černá barva a v protilehlém vrcholu [1,1,1] barva bílá. Červená, zelená a modrá 
barva je umístěny tak,  aby jejich součtem vznikla barva bílá.  Libovolný barevný odstín  získáme 
mícháním barevných složek, jejichž intenzita je v rozmezí <0,1> [6]. 
2.3.2 Barevný model CMY (CMYK)
Odpovídá  subtraktivnímu  vnímání  barev.  Jde  o  specifický  barevný model  určený  především pro 
tiskový výstup a odpovídá lidskému vnímání míchání barev. Mezi základní barvy patří  tyrkysová, 
fialová a žlutá. V ideálním případě bychom skládáním těchto barev dostali černou barvu, ovšem ve 
skutečnosti získáme barvu mezi hnědou a černou. To bylo důvodem vzniku modelu CMYK, kdy se 
k základním barvám přidává i černá barva. Tento model je použit v drtivé většině tiskových systémů. 
Logika použití síťového modelu zde zůstává zachována (viz 2.3.1) [5]. 
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Obrázek 2.RGB model
Obrázek 3. CMY model
2.3.3 Barevný model HSV
Předchozí  dva  modely  vycházely  z  technického  využití,  zatímco  model  HSV  je  uživatelsky 
orientovaný a  nejlépe odpovídá lidskému vnímání  barev.  Intuitivně umožňuje  pracovat  s  barvou, 
vybírat  barevný tón (anglicky H-hue),  sytost  (S-saturation)  a  jas  (V-value).  Barevný tón (odstín) 
určuje převládající spektrální barvu. Je definovaný jako velikost úhlu, která se měří na kruhu proti 
směru hodinových ručiček a nabývá tedy hodnot 0-360o. Barevná sytost vyjadřuje čistotu barvy. Je 
měřená v procentech a udává množství  obsahu šedé k barevnému odstínu,  přičemž sytost  100 % 
označuje zcela čistou barvu a 0 % odstín šedé. Jas určuje příměs bílé barvy (bílého světla) a je stejně 
jako barevná sytost udávána v procentech. V bakalářské práci byl  tento model využit  pro barvení 
znaků [6]. 
Pro zobrazení modelu HSV se využívá šestibokého jehlanu umístěného do souřadnicového 
systému. Vrchol jehlanu se nachází v počátku a osa jehlanu leží na svislé ose, která znázorňuje změnu 
jasu. Barevný tón i sytost jsou umístěny na vodorovné ose [6]. 
2.4 Předzpracování obrazu
Cílem předzpracování obrazu je odstranění nežádoucích informací v obraze. Obraz může být zkreslen 
díky způsobu snímání informace nebo vlivem špatných podmínek při jeho pořízení. Existuje velké 
množství  metod,  které  usnadňují  zkoumání  obsahu  obrazu,  identifikaci  objektů  nebo  zvýrazňují 
významné  rysy.  Mezi  základní  metody  patří  geometrické  transformace,  filtrace  šumu  a  poruch 
v obraze, jasové transformace (převod do odstínů šedi) [4]. 
2.4.1 Geometrické transformace
Využívají se pro změnu geometrie v obrazu. Mezi základní operace patří korekce geometrických vad, 
posunutí,  otočení  nebo  zmenšení  či  zvětšení  objektů  v  obraze.  Složitější  transformace  získáme 
skládáním  základních  operací.  Geometrické  transformace  chápeme  jako  změnu  pozic  vrcholů 
v souřadnicovém systému nebo jako změnu souřadnicového systému [1].
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Obrázek 4. HSV model [6]
2.4.2 Filtrace šumu a poruch v obraze
Šum,  v  oblasti  digitální  techniky  také  často  nazývané  zrnění,  vzniká  ovlivněním  generovaného 
signálu na snímacím prvku fotoaparátu. K ovlivnění může dojít elektromagnetickým zářením nebo 
vlivem špatných světelných podmínek, kdy je třeba větší zesílení výsledného signálu. K odstranění 
těchto obrazových poruch se používají dva základní druhy filtrů [1]:
1. Lineární filtry – Vypočítají porušenou hodnotu pixelu jako lineární kombinaci hodnot ve 
zkoumaném okolí.  Označují  se  také  jako  prostorově  invariantní  filtry,  protože  se  jejich 
chování nemění se změnou polohy v obraze. 
2. Nelineární filtry – V analyzovaném okolí se snaží najít pouze tu část, do které daný bod 
patří. Tato oblast je pak použita pro výpočet nové jasové hodnoty bodu.
2.4.3 Převod obrazu do odstínů šedi
Z hlediska zpracování obrazu je výhodné pracovat s informací, ve které je hodnota každého pixelu 
v obraze udávána pouze jasem. Řešením je převod obrazu do odstínů šedi (2.3). Běžně se setkáváme 
s 256 odstíny šedé barvy. Černá barva (0) má nejmenší intenzitu jasu, naopak bílá (255) největší. Při 
převodu je využito lidského vnímání intenzity základních barev [5]:
                     (2.3)
V případě, že je důležitější zachování původní hodnoty pixelu, využijeme vzorce:
                                        (2.4)
2.5 Segmentace obrazu
Segmentací se rozumí postup vedoucí k nalezení objektů v obraze, které jsou dále zpracovávány. 
Cílem  segmentace  je  tedy  rozdělení  obrazu  do  částí  odpovídajících  předmětům  nebo  oblastem 
reálného světa. Pokud výsledkem segmentace získáme soubor oblastí, které se shodují s objekty ve 
vstupním obraze, jedná se o kompletní segmentaci. V opačném případě tuto segmentaci nazýváme 
částečnou. Kompletní segmentace využívá vyšší úrovně zpracování, která je založena na znalostech 
řešeného problému. Částečná analýza využívá principu homogenity obrazových vlastností (jas, barva) 
uvnitř segmentu [4]. 
2.5.1 Detekce hran
Z neurologického a psychologického hlediska výzkumu bylo prokázáno, že pro vnímání člověka jsou 
důležitá místa v obraze, kde se mění  hodnota jasu. Místa,  kde se tyto hodnoty mění,  se nazývají 
hrany.  Hrana je tedy dána vlastnostmi obrazových elementů a jeho okolí.  Je určena, jak velká je 




funkce udává její gradient, určující směr růstu funkce. Z toho vyplývá, že pixely s velkým modulem 
gradientu se nazývají hranami [1]. 
Jedna ze základních metod pro hledání hran se nazývá Laplaceův operátor (2.5), který vychází 
z druhých parciálních derivací.  Laplaceův operátor je  nulový tam,  kde je jeho hodnota gradientu 
maximální [3].





                               (2.5)
2.5.2 Prahování
V rané  fázi  vývoje  systémů  pro  počítačová  vidění  byla  výpočetní  síla  a  paměť  počítače  značně 
omezená. Důsledkem těchto omezení bylo, že vývojáři sáhli k vývoji systému pracujícího s binární 
reprezentací obrazu. Binární obraz obsahoval pouze dvě hodnoty šedi (černou a bílou). I přes velké 
pokroky ve vývoji techniky se tento systém stal oblíbeným hlavně pro svou cenu a rychlost [3]. 
Prahováním  se  tedy  rozumí  převod  obrazu  ve  stupních  šedi  do  binární  podoby  obrazu. 
Metoda je založena na porovnání všech pixelů obrazu s hodnotou prahu. Pixely,  které budou mít 
hodnotu pod hodnotou prahu, budou černé, ostatní bílé.  Jedná se o velmi rychlou metodu,  ale se 
značně  destruktivním  výsledkem.  V  počítačovém  vidění  je  důležité  oddělit  objekt  od  pozadí. 
Z hlediska generování ASCII grafiky je třeba zachytit rozdílné jasy a zvýraznit hrany. Tento princip 
je využit u programové části bakalářské práce. 
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Obrázek 5.Ukázka detekce hran v obraze
Obrázek 6. Popis Laplaceova operátoru [3]
2.5.3 Prahování histogramem
Existuji  i  metody segmentace  s  automatickou detekcí  prahu.  Mezi  ně  můžeme  zařadit  prahování 
histogramem.  Histogram je  graf,  který  popisuje  rozložení  jasu v obraze.  Na  vodorovné ose  X je 
vynesen  počet  všech  možných  jasových  úrovní  v  obraze.  Svislá  osa  Y znázorňuje  počet  pixelů 
v obraze  s  danou úrovní  jasu.  V ideálním případě  histogram obsahuje  dvě  maxima  představující 
pozadí a popředí objektu a za hodnotu prahu se volí jejich společné minimum. U vícevrcholového 
histogramu vzniká segmentační chyba, kterou lze odstranit použitím několika prahových hodnot. Tím 
ovšem již nezískáme binární obraz, ale obraz s omezeným počtem jasových úrovní v obraze [3].
2.6 Popis obrazu
Popisem obrazu rozumíme postup, jímž získáme příznaky ze segmentovaných dat. Slouží k následné 
klasifikaci  objektů,  a proto je důležité,  aby přesně vystihoval  charakteristické rysy.  Při  správném 
návrhu zohledňujeme efektivitu výpočtu a nezávislost na změně kontrastu, jasu nebo rotaci. Dále je 
důležité, aby se hodnoty příznaků pro blízké objekty co nejvíce shodovaly a zároveň se jejich hodnoty 
pro různé objekty co nejvíce lišily. Volba příznaků závisí vždy na konkrétním typu úlohy a postupu, 
jakým se dále zpracovávají. Informace pro tuto podkapitolu byly výhradně čerpány z literatury [2].
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Obrázek 7. a) originál         b) nízký práh           c) vysoký práh            d) optimální práh
Obrázek 8. Ukázka automatického určení prahu histogramem
2.6.1 Dělení příznaků
Existuje několik základních přístupů k dělení příznaků, podle domény popisovaných oblastí a podle 
oblasti výpočtu. 
Dělení podle doménových vlastností:
1. Radiometrické –  Popisuje geometrické vlastnosti objektu, jinak řečeno tvar. Vstupem pro 
výpočet  je  binární  obraz.  Jako  příklad  uvádíme  velikost,  obvod,  nekompaktnost  nebo 
orientaci.
2. Fotometrické –  Popisuje optické vlastnosti objektu. Pracuje přímo s jasovými hodnotami, 
a tak  vstupem  výpočtu  není  binární  obraz,  jak  je  tomu  u  radiometrických  příznaků,  ale 
segmentovaná  data  obsahující  informace  o  jasové  složce.  Příkladem může  být  průměrná 
(maximální, minimální) jasová úroveň objektu nebo diference jasu objektu a jeho okolí.
Dělení podle oblasti výpočtu:
1. Oblasti založené na regionech – Potřebujeme znát hodnotu jasu pixelů v objektu.
2. Oblasti  založené  na  hranicích –  Potřebujeme  znát  hranici  objektu  např.  indexovaným 
seznamem.
2.6.2 Radiometrické příznaky založené na regionech
Jsou příznaky, které využívají principů plošných vlastností objektů vypočítaných z rozložení pixelů 
v objektu. Z hlediska pochopení principu si uvedeme jen některé, další lze nalézt v literatuře [2].
1. Velikost – Počet pixelů v objektu.
2. Obvod – Počet hraničních pixelů. Hranici uvažujeme buď ve smyslu čtyř, nebo osmi okolí.
3. Nekompaktnost – Určuje míru podobnosti k ideálnímu kruhu a počítá se jako 
Obvod2 / Velikost.
4. Podlouhlost –  Je  popsána  poměrem  stran  vepsaného  trojúhelníku  v  objektu.  Nalezení 
optimální hodnoty se řeší postupným otáčením trojúhelníku.
5. Pravoúhlost – Definujeme poměrem  Velikost  /  Plocha opsaného obdélníku.  Čím více se 
výsledek blíží 1, tím větší je pravoúhlost.
6. Eulerovo číslo (genus) – Vypočte se jako počet souvislých částí objektu (pozadí) - počet děr.
7. Vektor tvaru – Z těžiště objektu se vyšlou paprsky všemi směry a jejich délka tvoří vektor 
nezávislý na rotaci.
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Obrázek 9. Eulerovo číslo 
2.7 Klasifikace objektů
Pod pojmem klasifikace rozumíme nauku o získávání a zpracovávání znalostí. Popisem objektů jsme 
získali soubor příznaků, které jsme na základě vhodné množiny znalostí schopni úspěšně rozdělit do 
výstupních  zvolených  tříd.  Vhodná  volba  klasifikačního  algoritmu  představuje  nutnou  podmínku 
k úspěšné klasifikaci. Metody klasifikace dělíme do dvou základních skupin:
1. Příznakové rozpoznávání – Příznakové metody jsou založeny na principu využití znalostí 
souboru číselných charakteristik. 
2. Strukturální rozpoznávání – Objekty jsou popsány geometrickými primitivy, pro které je 
definovaná  abeceda,  jazyk  popisu  a  gramatika  jednotlivých  tříd.  Samotné  rozpoznávání 
objektů je založeno na rozboru slova a kontroly syntaxe [4]. 
2.7.1 Lineární klasifikátor
Je nejjednodušší klasifikační metodou založenou na rozdělení prostoru příznaků do lineárních částí 
(úseků).  Každou výstupní  třídu  zastupuje  reprezentant  třídy  (etalon)  v  prostoru  příznaků.  Proces 
rozpoznávání neznámého objektu pak probíhá hledáním nejmenší vzdálenosti neznámého vzoru od 
některého  ze  zástupců  tříd.  Objekt  je  posléze  klasifikován  do  té  třídy,  od  které  má  nejmenší 
vzdálenost. Pro zrychlení výpočtu můžeme hodnotu reprezentanta třídy vypočítat dopředu a uložit 
společně s informacemi o poloze v prostoru příznaků. 
Další  metody  není  pro  pochopení  tématiky  nutno  uvádět,  v  případě  hlubšího  zájmu 
doporučuji literaturu [2]. 
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Obrázek 10. Princip klasifikace[2]
Znalosti
VýsledekData Klasifikační algoritmus
Obrázek 11. Rozdělení prostoru příznaků
3 ASCII grafika
ASCII grafika je odvětvím počítačové grafiky,  která pro reprezentaci  obrazů na počítači  využívá 
znaky (viz obrázek.  12 a  13).  Své uplatnění  si  našla především koncem 90.  let  minulého století. 
ASCII grafiku dělíme do dvou základních uměleckých kategorií na ASCII art a ANSI art. 
3.1 ASCII art
Grafický umělecký styl,  který vykresluje obraz pomocí  95 tisknutelných (z celkového počtu 128) 
znaků definovaných ASCII standardem v roce 1963.  Za ASCII  art  se obecně považuje jakýkoliv 
grafický prvek vytvořený z textu. Pro jeho tvorbu lze tedy využít jakýkoliv textový editor, který umí 
pracovat s fontem o pevné šířce znaku (např. PSPad editor, Notepad++, …). 
ASCII art našel využití tam, kde je přenos textu mnohem snazší než grafika, nebo z nějakého 
důvodu nelze grafiku zobrazit  vůbec,  tedy u psacích strojů, negrafických počítačových terminálů, 
emailu nebo Usenet news3. ASCII art je také často používán ve zdrojových souborech pro zobrazení 
loga firmy nebo produktu [7].
Později vznikaly i ASCII art animace. Tyto animace byly tvořeny tak, že v textu byly vloženy 
instrukce pro pohyb  kurzoru a následným mazáním a vkládáním textu se dosáhlo rozpohybování 
obrazu. Mezi další přístupy k tvorbě ASCII animací  patřilo i zobrazování jednoho ASCII artu po 
druhém. Tento princip je velmi podobný funkci projektoru.
                _ _              _   
               (_|_)            | |  
  __ _ ___  ___ _ _    __ _ _ __| |_ 
 / _` / __|/ __| | |  / _` | '__| __|
| (_| \__ \ (__| | | | (_| | |  | |_ 
 \__,_|___/\___|_|_|  \__,_|_|   \__|
Příklad 1. Ukázka ASCII art
3 Usenet news – distribuovaný počítačový systém určený pro konference
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Obrázek 12. Znaková sada ASCII art
3.1.1 Styly
„Oldskool“ styl
Jeden z populárních stylů, který využívá 7-bit ASCII znakovou sadu, se nazývá Oldskool. Často se 
mu  také  říkalo  „Amiga  styl“  vzhledem  k  jeho  vzniku  na  AMIGA  počítačích.  Mezi  nejčastěji 
používané znaky patří: '_' , '/', '\', '-', '+', '=', '.', '(', ')', '<', '>', ':'. Obrazy kreslené tímto stylem vypadají 
spíše jako náčrtky díky zvýraznění hran [7]. 
                     .__.__                 __   
_____    ______ ____ |__|__| _____ ________/  |_ 
\__  \  /  ___// ___\|  |  | \__  \\_  __ \   __\
 / __ \_\___ \\  \___|  |  |  / __ \|  | \/|  |  
(____  /____  >\___  >__|__| (____  /__|   |__|  
     \/     \/     \/             \/             
Příklad 2. ASCII art - „Oldskool“ styl
„Newskool“ styl
Další z populárních stylů se jmenuje Newskool. Nicméně tento název je zčásti zkreslený, protože 
tento styl nebyl „nový“, ale říkalo se mu tak pro jeho obnovenou popularitu na konci devadesátých 
let. Používají se především znaky: '.', '$', '#', 'X', 'x', 'o'. Umělci se zaměřovali na vyplňování oblastí a 
stínování [7].
  ####    ####    ####   ######  ######           ####   #####   ###### 
 ##  ##  ##      ##  ##    ##      ##            ##  ##  ##  ##    ##   
 ######   ####   ##        ##      ##            ######  #####     ##   
 ##  ##      ##  ##  ##    ##      ##            ##  ##  ##  ##    ##   
 ##  ##   ####    ####   ######  ######          ##  ##  ##  ##    ##   
Příklad 3. ASCII art - „Newskool“ styl   
3.1.2 Emotikony
Nejjednodušší  formou  ASCII  art  je  kombinace  dvou  nebo  tří  znaků  pro  vyjádření  emocí.  Mezi 
širokou  veřejností  jsou  známy  spíše  jako  smajlíci.  Staly  se  běžnou  součástí  všech  moderních 
komunikačních klientů (ICQ, QIP), emailů, chatu a všude tam, kde je potřeba obohatit text o lidská 
gesta. Pro jejich pochopení si je člověk musí představit otočené o 90o po směru hodinových ručiček. 
Emotikony mohou mít různou podobu a postupem času vznikají stále nové.
Ikona Význam Ikona Význam
:-) úsměv :-( smutek
:-* polibek :-D smích
:-P vypláznutý jazyk >:@ zlost
:-0 překvapení ;-) mrknutí
%( zmatení 0:) anděl
Příklad 4. ASCII art – Emotikony (ukázka)
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3.2 ANSI art
ANSI art vznikl jako počítačová forma umění široce používaná na operačních systémech MS-DOS a 
BBS  systémech  (Bulletin  Board  System).  BBS  systém je  počítačový  program,  který  umožňuje 
uživatelům vzdáleně se připojit a přihlásit do systému pomocí terminálu. Oproti ASCII art je obraz 
skládán z 256 písmen,  číslic a symbolů.  Všechny tyto znaky lze najít  ve znakové sadě nazývané 
kódová stránka 437 (code page 437). V bakalářské práci je tato znaková sada nahrazena znakovou 
sadou Unicode a fontem Courier New s pevnou velikostí znaku 8x16 pixelů [8].
         ▄             ▄█▄ █▄       ▄
     ▄█▀█▓ ▄▓▀▀█▀ ▀▀▀█▓▀▀ ▀▀    ▄█▀█▓▀▀▀▀▀▓▄▀██▀▀
    ██  ██ ▀██▄▄ ▄█  ▀ ░▒ ░▒   ██  ██ ▄█▄ █▀ ██
    █▓▄▀██  ▄ ▀█▌▓█    ▒▓ ▒▓   █▓▄▀██ ▓█ ▀▄  █▓
    █▒  █▓ ██▄▓▀ ▀█▄▄█▄▓█ ▓█   █▒  █▓ ▒█  ▓█▄ ▒
        ▀▒           ▀  ▀ █▀       ▀▒  ▀  █▀  ░
Příklad 5. Ukázka ANSI art
Kódová stránka 437 
Kódová stránka 437, často označovaná jako DOS-US, OEM-US, je originální znakovou sadou pro 
počítače IBM používanou v ANSI art. Vznikla v roce 1981 a stala se součástí grafických adapterů pro 
zobrazování znaků v textovém režimu. Dodnes se s ní můžeme setkat při spuštění počítače. Text, 
který je zobrazen na monitoru před načtením operačního systému nebo jiného fontu, je právě ona 
znaková  sada.  Všechny  tyto  grafické  adaptery  mají  v  textovém  režimu  rozlišení  80  sloupců  a 
nejčastěji  25  řádků.  Každé  z  textových polí  zabírá  v  paměti  jeden  byte  na  výčet  znaku a  jeden 
dodatečný byte nesoucí informaci o barvě nebo efektu. Znaková sada obsahuje 256 znaků. Hlavní 
využití si našla v zobrazení informací (hodnoty 0 až 127 stejné jako u ASCII tabulky), mezinárodních 
znaků (hodnota 128 až 175) a jako zdroj grafických prvků [9]. 
Mezi  nejčastěji  používané  znaky patří  blok a box  znaky.  I  díky těmto  znakům,  které  se 
mnohem  lépe  hodí  pro  kreslení,  se  stal  flexibilnější  než  ASCII  art.  Zároveň  obsahuje  navíc 
matematické symboly a znaky řecké abecedy pro kreativnější tvorbu [8].
░ ▒ ▓ █ ▀ ▄ ▌ ▐ ■ ▪ ┌ ┐ └ ┘ ─ │ ├ ┴ ╞ ╟ ╚ ╔ ╩ ╦ ╠ ═ ╬
Příklad 6. ANSI art - Ukázka používaných blok a box znaků
15
Obrázek 13. Znaková sada originálního IBM PC
Na  rozdíl  od  ASCII  artu,  ANSI  art  obsahuje  speciální  formátovací  značky  (sekvence), 
kterými lze každý znak obarvit 16 barvami popředí (samotný znak) a 8 barvami pozadí (okolí znaku). 
Hodnota barev není standardizovaná, ale závisí na zařízení, které ji vykresluje [8]. 
3.2.1 Příklady ANSI art
Tematika ANSI artu nepůsobí na první pohled příliš složitě. Je snadné pochopit jeho principy, ale 
mnohem  obtížnější  je  ho  skutečně  umět.  Samotný  výsledek  tak  závisí  hlavně  na  zkušenostech 
samotného umělce a na  jeho vlastní  kreativitě.  Podobně jako graffiti  i  technologie ANSI  artu se 
neustále snaží zařadit mezi uznávané umělecké proudy. Pro bližší představu zde uvádím příklad.
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Obrázek 14. ANSI art - Mladá dívka [10]
4 Návrh aplikace
4.1 Specifikace
Cílem  bakalářské  práce  je  vytvoření  grafického  uživatelského  prostředí  a  knihovny  určené 
k automatickému  vygenerování  ANSI  art  obrazu.  Grafické  rozhraní  musí  poskytovat  uživateli 
potřebné nastavení všech nutných parametrů a dokázat zobrazit výsledek. Knihovna ANSI artu by 
měla  nabízet  více  algoritmů  automatického  generování  a  zvládat  vygenerovat  obraz  z  předem 
neznámé množiny znaků a barev. Výstupem knihovny je vygenerovaný bitmapový obraz, nebo obraz 
popsaný v textové podobě. 
4.2 Návrh řešení
V první fázi návrhu aplikace je důležité stanovit, jak by měla aplikace fungovat a jaké parametry 
budou  zapotřebí.  Asi  nejdůležitějším  parametrem  pro  generování  ANSI  artu  je  samotný  obraz. 
Abychom si dokázali představit oblasti v obraze, které odpovídají jednotlivým generovaným znakům, 
bude vhodné naimplementovat pomocnou mřížku. Tato mřížka nesmí ovlivnit výsledný obraz, nesmí 
se tedy vykreslovat přímo do něj. Pro nalezení objektů v obraze slouží metody segmentace obrazu. 
Nejjednodušší metodou se jeví prahování. K prahování vstupního obrazu je třeba znát hodnotu prahu. 
Samotný uživatel by měl mít možnost tuto hodnotu libovolně měnit. Bude potřeba vytvořit panel, kde 
si uživatel nastaví práh a zároveň se může podívat na výsledek segmentace. Bude vytvořena možnost 
záměny oblastí v případě, kdy pozadí objektu tvoří tmavší plocha, než je samotný objekt.
Znaky se budou volit z Unicode tabulky (univerzální znaková sada). Originální znaková sada 
použitá v ANSI artu se již v moderních operačních systémech nepoužívá. Na základě pokusů byl 
zvolen  font  Courier  New,  který  nejlépe  odpovídá  a  má  i  stejnou  velikost  jako  originální  font 
používaný na operačním systému MS-DOS. Uživatel nemusí pracovat se všemi znaky, ale pomocí 
panelu si zvolí pouze ty, které bude chtít použít při generování obrazu. 
V ANSI artu se pro barvení znaků používá 16 barev popředí a 8 barev pozadí. Vzhledem 
k tomu, že se jedná pouze o technické omezení, bude v navrhované aplikaci použito 16 barev popředí 
a 16 barev pozadí. Každou barvu bude možno změnit výběrem jiné z dostupné palety barev. Může se 
stát, že  budeme chtít do seznamu barev přidat barvu, která se objevuje v obraze. Pohledem bychom 
přesné složení barvy hádali obtížně, proto bude mít uživatel možnost kliknutím na hledané místo v 
obraze získat informaci o hodnotě barevných složek pixelu.
Vzhledem k  tomu,  že  nám není  předem známo,  jaké  znaky a  barvy můžeme  na  vstupu 
knihovny  očekávat,  bude  potřeba  vymyslet  univerzální  postupy  rozpoznávání  znaků  a  jejich 
následného barvení. Pokud bychom tyto seznamy barev a znaků pevně stanovili, dosáhli bychom jistě 
lepších výsledků, ale zmenšila by se tím univerzálnost a flexibilita aplikace. 
Při  návrhu metod jsou využity znalosti  uvedené v teoretickém rozboru. Cílem bylo nalézt 
efektivní, avšak časově nenáročné řešení. Jistě již existují jiné postupy a způsoby, ale účelem je přijít 
s vlastním návrhem metod vycházejících z teoretického rozboru a vyzkoušet je v praxi.
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4.3 Návrh metod automatického generování
Pod pojmem automatického generování rozumíme převod z rastrové podoby obrazu do podoby ANSI 
artu za pomoci počítače. Mezi hlavní nároky kladené na tvorbu patří zachování poměru mezi časem 
potřebným pro generování a kvalitou dosažených výsledků. Z hlediska efektivity je potřeba tento 
poměr měnit v závislosti na velikosti obrazu. U menších obrazů si můžeme dovolit kvalitnější metody 
rozpoznávání, zatímco u větších obrazů by bylo potřeba při zachování stejné kvality několikanásobně 
více času (podle časové náročnosti algoritmu). Oblasti pro rozpoznávání jsou voleny podle velikosti 
znaku s ohledem na originální font používaný na systému MS-DOS (8x16 px). Rozpoznávání znaku 
se  děje  pro  každou  oblast  nezávisle  a  není  tedy  ovlivněno  předchozím  výsledkem.  Vstupem 
navržených  metod  je  vždy  oblast  segmentovaného  obrazu  v  binární  podobě  a  jejich  výstupem 
nejpodobnější  znak  z  předem  zadané  množiny.  Postupným  procházením  všech  oblastí  získáme 
vygenerovaný ANSI art obraz v binární podobě.
Základní dělení metod pro automatické generování:
1) Založené na porovnávání se vzorem – Objekt je přímo porovnáván s množinou zadaných 
znaků
2) Založené na klasifikaci – Popisem objektu získáme množinu vlastností  (příznaků), které 
porovnáváme s příznaky zadaných znaků. Dvojice s nejmenším rozdílem hodnot příznaků je 
klasifikována jako rozpoznaný znak. Výhodou je, že příznaky zadané množiny zůstávají po 
celou dobu rozpoznávání nezměněny, a tudíž je lze spočítat dopředu. Způsob rozpoznávání 
neznámého znaku vychází z principu lineárního klasifikátoru.
4.3.1 Metoda postupného porovnávání
Patří  mezi  nejjednodušší  metodu  pro  hledání  podobností.  Řadí  se  mezi  metody  založené  na 
porovnávání se vzorem. Každý pixel v oblasti srovnáváme s množinou zadaných znaků. Pokud se 
pixely shodují, inkrementujeme hodnotu čítače označující shodu, v opačném případě inkrementujeme 
čítač označující  neshodu. Míra podobnosti  je pak dána rozdílem těchto čítačů (shoda - neshoda). 
Tento postup se opakuje pro každý znak ze zadané množiny.  Znak s největší mírou podobnosti je 
vyhodnocen jako rozpoznaný znak. Hlavní nevýhodou této metody je, že pro každý rozpoznávaný 
znak se musí procházet celá množina zadaných znaků pořád dokola, což má značně negativní vliv na 
dobu generování obrazu. 
4.3.2 Metoda porovnávání podle velikosti
Je první uvedenou metodou založenou na klasifikaci. Princip metody rozpoznávání podle velikosti 
spočívá v stanovení počtu pixelů popředí objektu. Algoritmus má podobu procházení každého pixelu 
zkoumané oblasti a v případě, že se jedná o popředí znaku, zvětšíme hodnotu čítače o jedna. Znak ze 
zadané množiny s nejbližší velikostí je vyhodnocen jako rozpoznaný znak. Tato metoda  zachovává 
poměr plochy neznámého znaku s dosazeným znakem, ale nebere v úvahu tvar nebo jeho polohu. 
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4.3.3 Metoda porovnávání podle polohy
Tato metoda  se řadí  mezi  další  metody založené na klasifikaci.  Algoritmus  porovnávání  využívá 
rozdělení celé oblasti znaků do zón. Běžně používáme rozdělení do osmi nebo šestnácti zón. Každé ze 
zón dáváme váhu dvakrát větší než zóně předchozí (1, 2, 4, 8, …) tak, aby nedocházelo k tomu, že 
součet hodnot dvou zón má stejnou váhu jako jiná zóna. Každá zóna obsahuje vlastní cyklus,  ve 
kterém v případě výskytu popředí neznámého znaku provedeme na společném čítači logickou operaci 
OR (logický  součet)  s  hodnotou  zóny.  Jako  rozpoznaný volíme  ten  znak,  který  má  hodnotu  co 
nejbližší znaku ze zadané množiny. Nevýhodou metody je, že některé odlišné znaky dávají stejnou 
hodnotu (▒,  ▓,  █). 
4.3.4 Metoda porovnávání maskou
Další metoda založená na klasifikaci. Princip spočívá ve vytvoření masky (dvourozměrné matice), 
která může obecně nabývat různých hodnot, ale velikostí odpovídá vždy porovnávané oblasti. Maska 
slouží k určení váhy pixelu na daných souřadnicích. Výsledná hodnota znaku je dána součtem všech 
vah pixelů popředí neznámého znaku. Vycházíme z toho, že podobné znaky mají  i  podobný tvar 
a tedy blízkou hodnotu znaku. Nevýhodou této metody je, že hodnota několika nižších pixelů může 
mít stejnou váhu jako hodnota jednoho pixelu s větší váhou.
4.3.5 Metoda hashování
Je poslední uvedenou metodou založenou na klasifikaci. Nevyužívá žádného nového principu, ale 
snaží se o kombinaci předchozích metod, z nichž využívá jen jejich výhod a minimalizuje nevýhody. 
Pojmem hashovaní (čteme [hešování]) rozumíme nalezení unikátního klíče pro každý znak pomocí 
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Obrázek 16. Ukázka možných masek
Obrázek 15. Různé způsoby rozvržení zón
hashovací funkce. Pro dva odlišné znaky musí platit, že jejich hodnota klíčů má co největší rozptyl, 
zatímco  dva  sobě  podobné  znaky  mají  hodnotu  klíčů  co  nejbližší.  Tento  princip  je  využit 
u programové části bakalářské práce. 
Za hashovací  funkci  v tomto  případě volíme zřetězení  jednotlivých výsledků předchozích 
metod. Pokud bude výsledkem hashovací funkce číslo, je třeba poupravit předchozí metody tak, aby 
se s vyšším řádem čísla snižovala i jejich váha. Na následujícím obrázku si ukážeme, jak toho docílit:
 
Př. Ukážeme si na praktickém příkladě popis znaku uvedeného na obrázku  (18).
Snížení z 16 zón na 4 zóny. 
Počet zón = zóna 1 + zóna 2 + zóna 3 + zóna 4 = 1 + 2 + 4 + 8 = 15
Z hodnoty  zóny 15 si můžeme odvodit, že znak zabírá plochu přes celou oblast. 
Velikost znaku = zóna 1 (14 px) + zóna 2 (9 px) + zóna 3 (13 px) + zóna 4 (7 px) = 33 px
Zaokrouhlení provedeme bitovým posuvem 33 px >> 4 = 2 z (8)
Znak zabírá 2/8 plochy.
Hodnota znaku se počítá z dané masky:
Hodnota znaku = zóna 1 (75) + zóna 2 (40) + zóna 3 (153) + zóna 4 (95) = 363
Unikátní klíč objektu: 15 | 2 | 0363 = 1520363
Z uvedeného příkladu lze  odvodit,  proč je  nutné snižovat  váhu metod.  V případě,  že  by 
metody  zůstaly  nezměněny,  první  číslo  (počet  zón)  by  rozhodovalo  ve  většině  případů 
o dosazovaném  znaku.  Snahou  je  však  znaky  spíše  sestupnou  metodou  třídit  a  dosáhnout  tak 
unikátního popisu pro každý objekt.
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Obrázek 17. Princip metody hashování
Porovnávání podle plochy
 (snížím e počet oblastí na 4)  +
Porovnávání podle velikosti
 (nechám e povolenou toleranci 16 px)
Porovnávání podle masky
 +
Obrázek 18. Příklad popisu znaku metodou hashování
4.4 Barvení
Poslední krok k získání finální podoby ANSI art obrazu je obarvení vygenerovaných znaků. Barvení 
každého znaku je provedeno ihned po jeho rozpoznání. Odpadá tak nutnost uchovávat si informaci 
o dosazovaném znaku v paměti počítače. Bitmapový obraz obsahuje informaci o barvě v každém jeho 
pixelu,  ale  každý znak lze  obarvit  jen  barvou popředí  a  barvou pozadí.  Proto  je  třeba vymyslet 
postupy,  které redukují barevnou oblast obrazu (odpovídající oblasti znaku) pouze do dvou barev. 
Vygenerováním binární podoby ANSI artu jsme získali nejen informaci o nahrazovaném znaku, ale 
i pozice pixelů odpovídající  oblastem popředí a pozadí znaku. Popředí oblasti  obrazu tvoří pixely 
odpovídající souřadnicím pixelů popředí znaku. Zbylé pixely tvoří pozadí znaku. 
Principy stanovení barvy popředí (pozadí) v oblasti bitmapového obrazu:
1) Průměr – Barvu získáme výpočtem: součet barevných složek pixelů děleno počtem pixelů.
2) Medián – Pixely seřadíme podle jejich hodnoty intenzity a za barvu volíme prostřední pixel. 
Metoda je vhodná v případech, že obraz obsahuje šum.
V této fázi jsme získali informaci o barvě znaku. V drtivé většině případů se ovšem barva 
neshoduje se zadanou paletou barev. Je potřeba najít takovou barvu, která by se opticky co nejvíce 
podobala barvě získané z obrazu. Tento postup vyžaduje zahrnout případy,  kdy nevyhovuje žádná 
z nabízených barev, nebo k obarvení šedi máme pouze barevné odstíny a ne odstíny šedi. K tomuto 
účelu byly navrhnuty metody využívající RGB nebo HSV model. Je důležité, abychom si uvědomili, 
že barva, jak nám říká definice, je subjektivní vjem. Nahrazená barva nemusí nutně připadat každému 
jako  nejlepší  varianta.  Při  návrhu  a  testování  metod  byly  výsledky  posuzovány  na  základě 
subjektivního pozorování a technických propočtů.
4.4.1 Metoda nejbližšího souseda
Tato metoda pracuje s RGB modelem.  Vychází  se z předpokladu,  že podobná barva má i  blízké 
hodnoty barevných složek. Sečtením všech tří rozdílů barevných složek v absolutní hodnotě získáme 
hodnotu udávající odlišnost od původní barvy. Barvu z palety, která má nejmenší hodnotu rozdílu, 
volíme  jako  nejbližší  barvu.  Metoda  je  vhodná  pro  obrazy  s  velkou  sytostí  barev.  V  případě 
generování  obrazu  z fotek  dochází  k  tomu,  že  získaná  barva  obsahuje  mnoho  příměsí  ostatních 
barevných složek a často je volena barva, jejíž barevný tón neodpovídá původní barvě.
Př. Získaná barva: R=200 G=10 B=20 Zadané barvy: Rp=150 Gp=50 Bp=50; Rp=80 Gp=80 Bp=80
      Diff1= |200 - 150| + |10 - 50| +|20 - 50| = |50| + |-40| +|-30| = 120
      Diff2= |200 - 80| + |10 - 80| +|20 - 80| = |120| + |-70| +|-60| = 250
První zadaná barva má nejmenší hodnotu odlišnosti, a proto bude dosazena do obrazu.
                   (4.1)
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Diff =∣R−R p∣∣G−G p∣∣B−B p∣
4.4.2 Metoda navýšení důležitosti koeficientů
Je další metodou pracující s RGB modelem. Snaží se o odstranění předchozího problému se špatným 
detekováním  barevného  tónu.  Vycházíme  z  faktu,  že  získaná  barva  obsahuje  nejen  informaci 
o hodnotě barevných složek, ale i jejich poměr. Důležitost jednotlivých složek se určuje podle jejich 
hodnot.  Barevná  složka  s  největší  hodnotou  má  největší  stupeň  důležitosti  při  porovnávání.  Pro 
sestavení  koeficientu se využije  vzorce (4.2).  Koeficienty XR,  XG,  XB jsou sestaveny jako poměr 
k ostatním barevným složkám. Tím je dána hodnota pro každou složku <0, 1>. Pro zvýšení rozdílu 
mezi jednotlivými koeficienty každý z nich vynásobíme 8 a dostaneme tak rozsah pro každou složku 
<0, 8>.  Při  implementaci  je  třeba ošetřit  ještě  možnost  dělení  0,  například přičtením velmi  malé 
konstanty. Postup hledání nejbližší barvy je shodný s předchozí metodou. Pro názornost si ukážeme 
příklad. 
Př. Získaná barva R = 30 G = 60 B = 90. 
      Xr koeficinet spočítáme jako  (30/(30+60+90) = 1/6) * 8 = 8/6
      Xg koeficinet spočítáme jako  (60/(30+60+90) = 2/6) * 8 = 8/3
      Xb koeficinet spočítáme jako  (90/(30+60+90) = 3/6) * 8 = 4
Z výsledků  je patrné, že největší váha koeficientu je nastavena na modrou barvu.
                
         (4.2)
Metoda  podstatně  lépe  odpovídá  optickému  nahrazování  barev  díky  zvýšené  náchylnosti 
k převládající  barevné  složce.  V  případě  rovnoměrného  zastoupení  barevných  složek  metoda 
degraduje  na  předchozí  metodu.  Jistě  čtenáře  napadne  možnost  použít  za  koeficienty  konstanty 
používané k převodu obrazu do stupňů šedi. Tyto konstanty ovšem odráží pouze vnímání intenzity 
barvy, ale nezohledňují principy míchání barev. 
4.4.3 Metoda nejmenší vzdálenosti
Je poslední testovanou metodou pracující s RGB modelem. Vychází ze znalostí RGB modelu, v němž 
se  pro  reprezentaci  barev  využívá  síťového  modelu.  Rozdílnost  barev  může  být  určena  jako 
vzdálenost  bodů v 3D prostoru,  kde za  souřadnice  X, Y,  Z  považujeme barevné složky  R,  G,  B. 
Vzdálenost dvou bodů v prostoru se určí pomocí Pythagorovy věty. Barva z palety mající nejmenší 
vzdálenost od získané barvy je vyhodnocena jako nejpodobnější  barva. Nevýhodou metody je,  že 
v případě umístění některé z barev palety do středu modelu se tato barva stává nejbližší barvou pro 
většinu získaných barev. Tento jev lze eliminovat vhodným rozložením barev v paletě. 
          (4.3)
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X R=R/ RGB∗8
X G=G / RGB∗8
X B=B/ RGB∗8
Diff =X R∗∣R−R p∣X G∗∣G−G p∣X B∗∣B−Bp∣
Diff =R−RP2G−GP2B−BP2
4.4.4 Metoda dvojího metru
Metoda využívající HSV model. Každá z barev je popsaná barevným tónem, sytostí a hodnotou jasu. 
Nevýhodou předchozích metod je, že odstíny šedi mají  rovnoměrné rozdělení barevných složek a 
dochází k pohlcování méně sytých odstínů barev. V případě HSV modelu nám čistotu barvy určuje 
samotná složka S. Porovnáním její hodnoty se zvoleným prahem zjistíme, zda se jedná o šedý, nebo 
barevný odstín. Odstíny šedi porovnáváme podle hodnoty jasu a barevné odstíny podle barevného 
tónu.  Barvy ze  zadané palety roztřídíme podle  stejných kriterií  a  jako nejbližší  barva je  zvolena 
nejlépe odpovídající barva z nabízených barevných odstínů nebo odstínů šedi. Pro barevné odstíny  se 
musí počítat s případy, kdy některé více vzdálenější odstíny mají mnohem lépe odpovídající hodnotu 
intenzity barvy a opticky jsou s originálem bližší. Toho je možno docílit ponecháním tolerance při 
určování barevného tónu a porovnáním barev podle intenzity barvy. 
V  případě,  že  v  zadané  paletě  nenajdeme  odpovídající  barvu  z  jedné  skupiny,  zvolíme 
nejpodobnější  barvu  ze  skupiny  druhé.  Tato  metoda  podává  nejlepší  výsledky,  a  proto  byla 
implementována v programové části bakalářské práce.
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Obrázek 19. Ukázka principu metody dvojího metru
5 Implementace aplikace
Při implementaci programu je využito znalostí vyplývajících z návrhu aplikace. Program je vyvíjen 
pro  operační  systém  Windows v  programovacím jazyku  Python.  S  ohledem na použitý  jazyk  by 
program měl bez problémů fungovat i na operačních systémech  Linux nebo  Mac OS, bohužel tato 
skutečnost  nebyla  otestována.  Pro tvorbu grafického uživatelského rozhraní  bylo  využito  modulu 
PyQT [13]. K práci s bitmapovými obrazy byla použita grafická knihovna PIL [12].
5.1 Použité nástroje
Python
Python  je  dynamický  objektově  orientovaný  programovací  jazyk.  Patří  do  skupiny skriptovacích 
jazyků,  takže je jeho kód čten a interpretován až za běhu programu. Díky tomu je pomalejší než 
kompilované jazyky.  Pro psaní programu umožňuje používat objektového, procedurálního a z části 
i funkcionální způsobu programování. Mezi jeho hlavní výhody patří jednoduchá syntaxe, rychlost 
vyvíjení aplikací a snadná čitelnost kódu. Instalace Pythonu je v dnešní době běžně dostupná pro 
mnoho operačních systémů (Windows, Linux, Mac, …) a vytvořené programy lze mezi nimi téměř 
vždy libovolně spouštět bez úprav kódu. 
Python Imaging Library (PIL)
Knihovna určená ke zpracování obrazu. Nabízí velkou podporu grafických formátů (png, bmp, jpeg, 
gif,  …).  Umožňuje  vytvářet,  měnit  a  konvertovat  obrazy pomocí  jazyka  Python.  Knihovna  taky 
nabízí  podporu  pro  geometrické  transformace,  aplikace  různých  filtrů,  metody  pro  práci 
s histogramem.  Není součástí standardní distribuce Pythonu, proto je tento modul třeba dodatečně 
nainstalovat. V bakalářské práci byla tato knihovna využita k načtení a uložení obrazu, prahování, 
reprezentaci znaku v binární podobě a dále k vykreslení ANSI art bitmapy.  Podrobnější informace 
včetně programové dokumentace a aplikace lze najít na stránkách výrobce.
PyQt
PyQT  představuje  modul  pro  Python,  který  využívá  multiplatformní  rozhraní  QT  pro  tvorbu 
grafického  uživatelského  rozhraní,  přístup  k  SQL  databázím  a  práci  s  XML  daty.  Mezi  hlavní 
přednosti  patří  přehledná  a  rozsáhlá  dokumentace.  Pro  vývoj  grafického  rozhraní  lze  použít 
integrovaný editor, který přetahováním komponent do okna aplikace generuje výsledný kód. Takto 
byly tvořeny veškeré dialogy aplikace s tím, že výsledný vygenerovaný kód byl upraven pro potřeby 
aplikace a byla do něj naimplementována vnitřní logika. 
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5.2 Knihovna ANSI art
Je  klíčovou částí  bakalářské práce.  Hlavní  funkcí  je  převedení  bitmapového obrazu do ANSI art 
podoby.  Celá  knihovna  je  navržená  jako  jediná  třída  s  názvem  AnsiArt. Tato  třída  obsahuje 
konstruktor pro nastavení všech vstupních parametrů. K dispozici je jediná metoda run (self). Metoda 
slouží  k  vygenerování  ANSI  art  obrazu.  Nemá  návratovou  hodnotu,  ale  pouze  uloží  obrazy  do 
veřejných výstupních proměnných.
5.2.1 Vstupní proměnné
Jejich popis je uváděn v pořadí, v jakém jsou zadávány v konstruktoru třídy.
Název proměnné Datový typ Funkce
self.fileName String Úplná cesta k bitmapovému obrazu
self.work_threshold Integer Nastavení prahu pro segmentaci obrazu. Rozsah <0, 255>
self.work_invert Bool Mění oblast pozadí za popředí a naopak.
self.work_char_field List Seznam znaků pro generování.
self.work_algorithm Integer Číslo použitého algoritmu. Rozsah <0, 3>
self.work_Foreground List Seznam barev popředí.
self.work_Background List Seznam barev pozadí.
Seznam znaků
Na vstupu předpokládáme seznam znaků z celé Unicode tabulky.  Vzhledem k počtu 65536 znaků 
jsou v seznamu uvedeny pouze jejich pozice. 
Př.  >>> self.char_field = [ 1, 32, 64, 99, 9608] 
Seznam barev
Každá z barev je popsána barevnou složkou R, G, B. 
Př. >>> self.work_Foreground = [(0, 0, 0), (0, 0, 171), (0, 171, 0), (0, 171, 171), (171, 0, 0)]
5.2.2 Výstupní proměnné
Slouží  k reprezentaci  ANSI art  obrazu.  Knihovna vygeneruje dvě formy.  První  formou je zpětně 
vykreslený ANSI art obraz a druhou obraz popsaný v textové podobě.
Název proměnné Funkce Datový typ Inicializační hodnota
self.text Textová podoba obrazu String prázdný řetězec
self.bitmap Bitmapová podoba obrazu Image None
Textová podoba ANSI artu slouží k jeho pozdějšímu zpracování. Vytvořením pluginu, který dokáže 
parsovat a interpretovat zdrojová data, můžeme zobrazit obraz i na systémech s textovým režimem. 
Dalším využitím je detailní teoretický rozbor vygenerovaného obrazu, který nemusí být patrný z jeho 
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bitmapové podoby. Obraz se skládá z hlavičky a těla obrazu. V hlavičce jsou definované zkratky pro 
každý znak a barvu. Tělo popisuje obraz pomocí těchto zkratek ve tvaru znak, barva popředí, barva 
pozadí. Konec řádku je označen symboly #, #, #. Bližší informace viz příloha A.
5.2.3 Popis algoritmu
Na začátku celého generování  je  třeba ověřit  korektnost  vstupních parametrů.  K tomu je  určeno 
několik  menších  testů.  V  případě  nalezení  nekorektního  údaje  je  vyvolaná  vyjímka.  Mezi 
implementované testy patří  test  velikosti  vstupního obrazu. Velikost znaku  8  x 16 px nám udává 
zároveň nejmenší  možné  rozměry  obrazu,  které  jsou  přípustné pro  zpracování.  Dalším testem je 
kontrola  vložených  seznamů.  Pro  vygenerování  obrazu  je  potřeba  minimálně  jeden  znak  pro 
nahrazení, jedna barva popředí a jedna barva pozadí. Pokud je některý ze seznamů prázdný, je to 
vyhodnoceno jako chyba.
Po kontrole vstupních parametrů dojde k ořezání obrazu. Výška a šířka musí být dělitelná 
velikostí  znaku,  aby  nedocházelo  k  hledání  znaku  v  neúplné  oblasti.  Celá  část  rozpoznávání  se 
provádí  s  binární  podobou obrazu,  proto je potřeba barevný obraz převést  do stupňů šedi  a poté 
prahovat s hodnotou prahu zadanou uživatelem. Za popředí objektu se označují pixely pod úrovní 
prahu, zbylé pixely představují pozadí objektu. Pokud je nastaven parametr self.work_invert, dojde 
k záměně oblastí pozadí a popředí. 
Než  přistoupíme  k  samotnému  generování  ANSI  artu,  je  třeba  vytvořit  hlavičku  textové 
podoby obrazu. Celá hlavička je uložena v řetězci, do kterého budeme dále již přidávat informace 
o vygenerovaném znaku a jeho barvě. Nyní je již na řadě samotné zpracování obrazu. Rozpoznávání 
neznámé  oblasti  na  znak  ze  zadané  množiny  spočívá  v  použití  metody  hashování.  Informace 
o každém objektu se skládá z jeho polohy, velikosti a hodnoty. Hodnotu objektu vypočteme podle 
zvolené  masky.  Bližší  informace  o  použitých  maskách  viz  příloha  B.  Ke  změně  masky  slouží 
parametr  self.work_algorithm.  Zřetězením  těchto  tří  hodnot  pomocí  hashovací  funkce  získáme 
unikátní  klíč pro každý objekt.  Znak ze zadané množiny shodující  se nejblíže s klíčem neznámé 
oblasti je vyhodnocen jako rozpoznaný znak. 
Pro obarvení  vygenerovaného znaku se využívá metody dvojího metru uvedené v návrhu 
aplikace. K urychlení této metody se převod zadaných barev z RGB do HSV modelu provádí ještě 
před samotným rozpoznáváním, protože barvení se provádí pro každý znak v cyklu a zbytečně by se 
informace,  která je konstantní  po celou dobu běhu metody,  vypočítávala  znova.  Všechny zadané 
barvy roztřídíme na barevné odstíny a odstíny šedi podle jejich sytosti.  Neznámou oblast popředí 
a pozadí zprůměrujeme do dvou barev. Pokud nastane situace, že barva popředí nebo barva pozadí 
neosahuje žádné body (pixely), tyto barvy se sloučí do jednoho segmentu a celá oblast je vyplněna 
pouze jednou barvou. Barvu pozadí porovnáme se stejným prahem jako zadané barvy a zjistíme, zda 
se jedná o odstín šedi či nikoliv. Pokud se jedná o odstín šedi, ale není k dispozici žádná šedá barva, 
hledáme barvu v barevných odstínech a naopak. Nejpodobnější barva v odstínech šedi se určuje podle 
hodnoty  jasu.  V  případě  určování  podobnosti  barevných odstínů  metoda  ještě  zohledňuje  kromě 
barevného tónu i hodnotu intenzity barvy. Pokud existuje v zadaných barvách barva s lepší intenzitou, 
ale o něco málo horším odstínem, je přesto volena jako rozpoznaná barva. Princip barvení popředí 
znaku je totožný s barvením jeho pozadí. 
V samotném závěru je třeba ještě každý znak vykreslit do bitmapového obrazu a zapsat do 
textové podoby ANSI artu.
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5.3 Grafické uživatelské rozhraní
Grafické uživatelské rozhraní  slouží  k  jednoduchému,  přehlednému a  hlavně rychlému  nastavení 
všech nutných parametrů potřebných k vygenerování ANSI art  obrazu. Při  jeho implementaci byl 
využit návrh uvedený v předchozí kapitole.
5.3.1 Popis prostředí
Celé prostředí aplikace je rozděleno do několika částí. První částí je menu programu (obr. 21 odkaz 
1). V položkách najdeme volby File, ANSI art, Show, Agorithm, Option a Help. Všechny tyto volby 
můžeme volat i pomocí klávesových zkratek.
Hned pod menu najdeme panel nástrojů (obr. 21 odkaz 2). Do něj jsou umístěny nejdůležitější akce 
pro rychlé vytvoření ANSI art obrazu. Pozici panelu lze kdykoliv v průběhu běhu programu měnit 
táhnutím  do  stran.  Oproti  menu  zde  najdeme  navíc  volbu  pro  přiblížení  a  oddálení  obrazu. 
V samotném středu aplikace najdeme hlavní pracovní plochu (obr.  21 odkaz 3). Slouží k zobrazení 
načteného bitmapovému obrazu a zobrazení výsledku po generování ANSI artu. Originální obraz lze 
kdykoliv  zpětně  zobrazit  kliknutím  pravého  tlačítka  na  myši  v  pracovní  ploše.  Poslední  částí 
programu je informační panel (obr. 21 odkaz 4). Zobrazuje nápovědu k položkám menu.
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     Obrázek 21. Grafické uživatelské rozhraní
         Obrázek 20. Schéma hlavního menu
File Open Otevře vstupní bitmapový obraz






Spustí generování ANSI art obrazu
Zobrazí mříž generovaných oblastíShow web
Algorithm Line Volba řádkové masky
Flow Volba záplavové masky
Matrix Volba maticové masky




Zobrazí dialog pro nastavení prahu
Zobrazí panel barev
Zobrazí dialog pro zvolení seznamu znaků
About software NápovědaHelp
Restore settings Obnoví výchozí nastavení barev a znaků
5.3.2 Nastavení prahu
Nastavením prahu se určuje hodnota, která bude použita k segmentování generovaného obrazu. Při 
generování ANSI art obrazu musíme docílit toho, abychom oddělili oblast popředí od pozadí. Obraz 
se musí převést do stupňů šedi a poté provést jeho segmentace. Toto nastavení vyvoláme volbou Set  
Threshold v menu aplikace. Dialog se skládá z několika komponent. Ke změně prahu slouží posuvník 
(obr.  22 odkaz 1).  Náhled výsledku segmentace provedeme tlačítkem  Preview (obr.  22 odkaz 2) 
a segmentovaný obraz se zobrazí v komponentě (obr. 22 odkaz 3). V případě, že pracujeme s velkými 
a nebo malými  obrazy můžeme segmentovaný obraz přiblížit a oddálit tlačítky (obr.  22 odkaz 4). 
Záměna oblasti popředí a pozadí se provede zaškrtnutím volby (obr. 22 odkaz 5).
Někdy se můžeme setkat s tím,  že je segmentovaný obraz zobrazen s defektem,  ale to je 
způsobeno chybou v samotné knihovně PIL, proto tento problém nebyl dále řešen.
5.3.3 Výběr palety barev
Výběr  palety barev  se  aktivuje  položkou  Select  colours z  hlavního  menu.  Na  pracovní  ploše  se 
vysune panel, kde uvidíme 16 barev popředí a 16 barev pozadí (obr.  23 odkaz 1). Barvy popředí 
vybarvují oblast generovaného znaku a barvy pozadí vyplňují jeho okolí. Ve skutečnosti je použito 
pouze 8 barev, které se liší jen svou intenzitou, tedy na jednu barvu připadá jeden tmavý a jeden 
světlý odstín. Výchozí nastavení hodnot barev bylo převzato z ANSI art obrazů. Byly vybrány barvy, 
které  se  v  obrazech  vyskytovaly  nejčastěji.  Pro  generování  obrazů  z  fotek  se  doporučuje  toto 
nastavení přizpůsobit daným barvám. Pokud se v obraze vyskytují pouze odstíny jednoho tónu, bez 
úpravy palety barev dojde k nahrazení  barev v obraze pouze několika barvami  a dojde ke ztrátě 
barevné informace. 
K určení barevných složek v pixelu obrazu stačí zobrazit nápovědu kliknutím myší na daný 
bod.  Změna  barvy  v  seznamu  barev  se  provede  kliknutím  na  zvolenou  barvu,  čímž  se  otevře 
systémový dialog pro výběr barvy (obr.  23 odkaz 2). Míchání barev můžeme zadat ručně pomocí 
hodnot RGB nebo HSV modelu, či nalezením barevného tónu a volbou jeho intenzity. Namíchaný 
barevný odstín si můžeme prohlédnout v komponentě (obr. 23 odkaz 3). 
Před samotným barvením si  musíme  stanovit,  jestli  chceme  dosáhnout  kvalitního obarvení 
objektu, nebo spíše pokrýt celou scénu. V prvním případě je vhodné vyhradit si více barev na detaily 
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Obrázek 22. Nastavení prahu
a zbytek ponechat k dobarvení scény. Mezi zajímavé efekty, kterých lze dosáhnout, patří například 
volba pouze černobílé palety nebo použití jedné barevné a druhé pouze černobílé palety barev. 
5.3.4 Volba znaků pro zpracování 
Výběrem položky Select chars v hlavním menu programu zobrazíme dialog určený k výběru množiny 
znaků pro zpracování. Na výběr je 65536 znaků z celé Unicode tabulky (obr. 24 odkaz 1). Výchozí 
nastavení odpovídá znakové sadě použité v ANSI artu. Toto nastavení buď můžeme editovat, nebo 
celé  smazat  (obr.  24 odkaz  3)  a  vytvořit  si  vlastní.  Přidání  nebo  odebrání  znaku  ze  seznamu 
provedeme kliknutím myši. Vybraný znak poznáme tak, že se jeho barva pozadí změní na modrou 
(obr. 24 odkaz 2). Editace znaků je velmi jednoduchá a předpokládá se, že ji zvládne i člověk méně 
zkušený v ovládání počítače.
Aplikace  používá  font  Courier  New,  tento  font  ovšem nedokáže  na  dané  ploše  zobrazit 
všechny znaky, proto je možné, že se po vygenerování obrazu místo vybraného znaku setkáme se 
znakem  .  V takovém případě  musí  být  vybraný  znak  nahrazen  nějakým jiným.  Znaky  volíme 
s ohledem na obraz, který se snažíme vytvořit. Pro velké konstantní plochy se hodí blok a box znaky 
(okolo pozice 9600), zatímco pro hrany a čáry některé se znaků: -,  /,  \,  (,  ). Dosažení kvalitních 
výsledků vyžaduje jistý cvik a vhodnou volbu kombinace znaků. 
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      Obrázek 23. Výběr barvy
    Obrázek 24. Výběr seznamu znaků
6 Testování
Ukázka dalších vygenerovaných obrázků viz příloha C a přiložené CD.
6.1 ANSI art obraz
Prvním testem bude demonstrováno vygenerování obrazu z již hotového ANSI art obrazu. Výchozí 
nastavení  barev  a  výběr  znaků odpovídá  nejpřesněji  nastavení  ANSI  artu,  proto  je  pro  dosažení 
kvalitních výsledků potřeba zaměřit se na správné nastavení prahu a druh použitého algoritmu. 
Na obrázku 25 vidíme výsledky prvního testu. Pro vygenerování obrazu byl použit řádkový 
algoritmus a hodnota prahu 164. Kvůli použití jedné prahovací hodnoty nelze dosáhnout kvalitního 
oddělení pozadí od popředí ve všech částech obrazu. V generovaném obrazu byla  hodnota prahu 
přizpůsobena modré a červené oblasti. U žluté a zelené oblasti pak byly rozpoznány plné znaky, ale 
i přesto výsledný dojem působí identicky.
V  dalším  testu  (obrázek  26)  si  můžeme  povšimnout  několika  zajímavostí.  První  z  nich 
poukazuje na fakt, jak moc je důležité nastavení invert u nastavení prahu. Originální obraz je tvořen 
tmavší barvou pozadí. Bez tohoto nastavení by bylo za popředí rozpoznáno okolí objektu a došlo by 
k nahrazení doplňkem znaku. Další věcí, kterou pozorujeme, je, že znaky v originálu z vélké části 
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Obrázek 25. Test 1 - a) originál [11]          b) výsledek 
Obrázek 26. Test 2 - a) originál [11]       b) výsledek 
nejsou rozpoznány správně.  Toto je způsobeno použitím jiného fontu,  než jakého bylo použito v 
originální znakové sadě.  Důležitým faktem ovšem zůstává, že rozpoznané znaky jsou si podobné 
svou  plochou  a  velikostí.   Vzhledem  k  tomu,  že  cílem  knihovny  není  rozpoznávání  textu,  ale 
generování ANSI artu, pokládáme tento fakt za pouhou možnost na budoucí rozšíření.
6.2 Černobílý obraz
Obraz převedený do binární podoby je vhodný pro testování celkové kvality nahrazování znaků na 
reálných datech. Nikdy nelze dosáhnout stejné kvality jako u originálu, ale cílem je se mu co nejvíce 
přiblížit.  V uvedeném testu (obrázek  27 odkaz b) vidíme výsledek generování  znaků z binárního 
obrazu.  Na  obraze  je  zachycen  pouze  obrys  postavy.  Vzhledem k  hrubému  rastru  generovaných 
obrazů se doporučuje zpracovávat  obrazy větší  velikosti  nebo obrazy s vyšším rozlišením.  Těžce 
zachytíme detail pouze jedním znakem. I když výsledek není ideální, nelze ho pokládat za špatný, 
protože bychom manuálním nahrazováním znaků  jistě nedocílili lepších výsledků. 
Použitím černé barvy popředí, bíle barvy pozadí a úpravou množiny použitých znaků snadno 
vygenerujeme  z  originálního  obrazu  ASCII  art  (obr.  27 odkaz  c).  Svou  podobou  připommíná 
Oldskool styl. Barevný ASCII art získáme ponecháním barevné palety popředí.
6.3 Bitmapový obraz 
Na  poslední  uvedené  sadě  testů  si  předvedeme  výsledky  generování  ANSI  artu  z  bitmapového 
obrazu. Na obrázku 28 je uveden výsledek generování prvního testu. Za popředí znaku jsou zvoleny 
obrysy objektu, díky tomu je většina dosazovaných znaků bílé barvy a pozadí je obarveno zbylými 
barvami. Šedá místa ve vygenerovaném obraze vznikla smícháním černé a bílé barvy vlivem jejich 
nedokonalého oddělení použitou metodou segmentace. Po porovnání dosažených výsledků lze říci, že 
i  přes vzniké odlišnosti  je  generovaný obraz stále podobný na originál.  Výsledek často záleží  na 
pozici  objektu  v  obraze,  protože  oblast  zpracovávaného  znaku  je  pevně  dána  a  jeho  mírným 
posunutím můžeme docílit lepšího rozpoznání odpovídajících znaků.
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Obrázek 27: Test 3 - a) originál     b) generovaný ANSI art           c) generovaný ASCII art 
Posledním  uvedeným  obrázkem  (30)  demonstrujeme  rozdíl  mezi  neupravenou  paletou 
a paletou barev přizpůsobenou originálnímu obrazu.  Tělo postavy je z větší  části  tvořeno jedním 
barevným tónem odlišujícím se intezitou barvy.  Bez úpravy dostupné palety jsou k dispozici pro 
jeden barevný tón jen dvě barvy lišící se intezitou. Ztrátou barevné informace (při použití původní 
palety barev viz  obr.  30 odkaz b) dojde k celkovému zhoršení  kvality výsledného generovaného 
obrazu. Pokud vhodným způsobem vybereme z obrazu nejčetnější barevné odstíny popředí a pozadí 
(obr.  30 odkaz c),  dojde k prudkému nárůstu kvality a zviditelnění  dosazovaných znaků,  které v 
předchozím případě použitím stejné barvy popředí a pozadí zanikly.
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Obrázek 28. Test 4 - a) orginál         b) výsledek (upravená paleta barev)
Obrázek 29. Test 5 - a) originál  b) neupravená paleta barev      c) upravená paleta barev
7 Závěr
Cílem bakalářské  práce  bylo  vytvoření  knihovny pro  generování  ANSI  artu  a  návrh  jednoduché 
aplikace  sloužící  k  nastavení  všech  parametrů.  Dle  dosažených  výsledků  si  dovoluji  říct,  že 
požadované cíle byly splněny. Byly navrženy vlastní metody pro rozpoznávání a barvení znaků, které 
byly během vývoje aplikace otestovány a metody s nejlepšími výsledky následně naimplementovány, 
což bylo zároveň i největším přínosem této práce. 
Z uvedených testů mohu říci, že se navržené metody rozpoznávání znaků osvědčily. Neměl 
jsem k dispozici originální font používaný v operačních systémech MS-DOS, a není proto možné 
srovnat, zda by navržené metody byly schopny správně rozpoznat i znaky v originálních ANSI art 
obrazech. Přestože se použitý font nejvíce blížil originálnímu fontu, většina znaků má mírně odlišnou 
tloušťku, velikost i tvar. Díky tomu je znak v ANSI art obraze ohodnocen jinou hodnotou klíče, než 
stejný  znak  interpretovaný  uvnitř  aplikace,  avšak  i  nahrazením  odlišných  znaků  dosahujeme 
kvalitních výsledků. Řešením může být vytvoření stejného fontu uvnitř aplikace, ale snížila by se tak 
přenositelnost vygenerovaných obrazů na textové terminály,  které by tento font neměly.  Mnohem 
lepší volbou v tomto směru může být implementace některé z metod určených k rozpoznávání textu. 
Kvalita generování znaků v bitmapových obrazech se odvíjí od jejich velikosti a množství v nich 
obsažených detailů. Obecně se dá říci, že pro dosažení nejlepších výsledků je vhodné zpracovávat 
obrazy s velkým rozlišením.
Při určování barvy popředí a pozadí průměrem všech hodnot může dojít  vlivem smíchání 
několika  barev  v  oblasti  k  vytvoření  barvy,  která  se  v  ní  původně  nevyskytuje.  Následně  dojde 
k nahrazení  zcela  odlišnou  barvou.  Z  tohoto  pohledu  bych  rád  v  budoucnu  přidal  do  knihovny 
možnost stanovení barvy popředí a pozadí znaku za pomoci mediánu nebo výběrem nejčetnější barvy 
v oblasti.
Výsledný  dojem z  obarvování  znaků je  vždy subjektivní  záležitostí.  U  hledané  barvy je 
obtížné stanovit, zdali se stále jedná o barevný odstín, nebo je spíše podobnější odstínu šedi. Volba 
všech  hraničních  hodnot  u  naimplementované  metody  barvení  byla  volena  podle  subjektivního 
pozorování  a  na  základě  testů  provedených  při  návrhu  aplikace.  Barvení  i  generování  znaků  se 
provádí nezávisle na jíných oblastech zpracování. Při nahrazování barev v obraze tedy není možné 
distribuovat chybu vzniklou odlišností dosazované barvy. Důsledkem toho je, že při výběru špatných 
barev z nabízené palety dojde ke ztrátě barevné informace, což ovlivní kvalitu generovaných obrazů.
Při návrhu grafického uživatelského rozhraní jsem postupoval tak, aby uživatel nepotřeboval 
žádné  další  nápovědy.  Knihovna  dokáže  zpracovávat  libovolně  velký  seznam  znaků  a  barev. 
Omezením je pouze dostupná paměť počítače, přesto by měl uživatel brát ohledy na ANSI artovou 
specifikaci počtu barev a nahrazovaných znaků. Nedá se říct, že by měl velký počet znaků pozitivní 
vliv na výslednou kvalitu generováného obrazu, spíše naopak. Nejlepších výsledků lze dosáhnout 
postupným přídáváním znaků a zpětnou editací již existujícího seznamu. 
Z  hlediska  dalšího  rozvoje  bych  navrhoval  rozšíření  knihovny o  více  metod  segmentace 
obrazu,  například  detekcí  hran  v  obraze,  nebo  by  bylo  možno  volbu  prahu  pro  každou  oblast 
automaticky vypočítat z histogramu rozpoznávané oblasti znaku. Použitá metoda prahování nedokáže 
dostatečně kvalitně oddělit ve všech zpracovávaných oblastech  popředí znaku od jeho pozadí. Pokud 
ovšem chceme v obraze dosazovat spíše konstantní plochy, můžeme tento fakt pokládat vlastně za 
výhodu než nevýhodu. V současnosti je knihovna schopna vygenerovat i větší obrazy v dostačujícím 
33
čase,  ale  v tomto  ohledu  by  bylo  dále  možno  udělat  ještě  několik  dalších  vylepšení,  například 
sestavením databáze příznaků pro každý znak, aby se nemusely vypočítávat až za běhu programu. 
Další velkou oblastí využití knihovny by mohlo být také zpracování videa a vytvoření ANSI animací.
Co  se  týče  samotné  aplikace,  zde  se  v  dalším rozvoji  nabízí  možnost  přidání  některých 
dalších efektů ve fázi předzpracování obrazu, aby mohl uživatel snadněji vygenerovat různé variace 
ANSI artu bez nutnosti měnit ostatní nastavení. Dále by mohl být přidán panel, kde by se dala ukládat 
jednotlivá  uživatelem specifikovaná  nastavení,  on  by  mezi  nimi  mohl  rychle  přepínat  a  dále  je 
editovat.  Rozhraní  by mohlo  být  přizpůsobeno tak,  aby kromě  generátoru,  jehož  vytvoření  bylo 
uloženo  zadáním,  obsahovala  knihovna  a  aplikace  také  editor  pro  korekci  chyb  vzniklých 
automatickým generováním.
Při  vývoji  aplikace  jsem  se  nesetkal  s  žádným  podobným  nástrojem  pro  automatické 
generování ANSI art obrazů. Pokusil jsem se zvolit co nejjednodušší přístup s ohledem na rychlost 
aplikace. Osobně hodnotím práci jako velmi zajímavou a při jejím vypracování jsem získal hlubší 
znalosti z oboru počítačové grafiky, zpracování a rozpoznávání obrazu.
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Příloha A – Textová podoba ANSI art













































7,16,1 1,16,16 1,16,16 1,16,16 1,16,16 2,16,1 6,16,1 6,1,1 6,1,1 6,1,1
5,16,1 5,16,1 5,16,1 4,16,1 1,16,16 8,16,1 7,16,1 1,16,16 1,16,16 1,16,16
1,16,16 1,16,16 1,16,16 1,16,16 7,16,1 7,16,1 4,16,1 5,16,1 6,1,1 6,1,1
5,16,1 1,16,1 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16
1,16,16 1,16,16 1,16,16 8,16,1 #,#,# 7,16,1 1,16,16 1,16,16 1,16,16 2,16,1
6,16,1 6,1,1 6,1,1 6,1,1 6,16,1 6,1,1 6,16,1 5,16,1 4,16,1 1,16,16
7,16,1 1,16,1 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16
1,16,16 1,16,16 7,16,1 7,16,1 7,16,1 1,16,1 1,16,16 1,16,16 1,16,16 1,16,16
1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 8,16,1 #,#,#
7,16,1 1,16,16 1,16,16 8,16,1 6,1,1 6,1,1 6,1,1 6,1,1 6,16,1 6,16,1
6,16,1 6,16,1 5,16,1 4,16,1 8,16,1 8,16,1 8,16,1 1,16,16 1,16,16 1,16,16
1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16
1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16 1,16,16
1,16,16 1,16,16 1,16,16 8,16,1 #,#,# 
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Příloha B – Seznam použitých masek
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1 2 3 4 5 6 7 8
9 10 11 12 13 14 15 16
17 18 19 20 21 22 23 24
25 26 27 28 29 30 31 32
33 34 35 36 37 38 39 40
41 42 43 44 45 46 47 48
49 50 51 52 53 54 55 56
57 58 59 60 61 62 63 64
65 66 67 68 69 70 71 72
73 74 75 76 77 78 79 80
81 82 83 84 85 86 87 88
89 90 91 92 93 94 95 96
97 98 99 100 101 102 103 104
105 106 107 108 109 110 111 112
113 114 115 116 117 118 119 120
121 122 123 124 125 126 127 128
Řádková maska
1 1 1 1 2 2 2 2
1 1 1 1 2 2 2 2
1 1 1 1 2 2 2 2
1 1 1 1 2 2 2 2
1 1 1 1 2 2 2 2
1 1 1 1 2 2 2 2
1 1 1 1 2 2 2 2
1 1 1 1 2 2 2 2
4 4 4 4 8 8 8 8
4 4 4 4 8 8 8 8
4 4 4 4 8 8 8 8
4 4 4 4 8 8 8 8
4 4 4 4 8 8 8 8
4 4 4 4 8 8 8 8
4 4 4 4 8 8 8 8
4 4 4 4 8 8 8 8
Maticová maska
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1
Procentová maska
1 2 3 4 4 3 2 1
2 3 4 5 5 4 3 2
3 4 5 6 6 5 4 3
4 5 6 7 7 6 5 4
5 6 7 8 8 7 6 5
6 7 8 9 9 8 7 6
7 8 9 10 10 9 8 7
8 9 10 11 11 10 9 8
8 9 10 11 11 10 9 8
7 8 9 10 10 9 8 7
6 7 8 9 9 8 7 6
5 6 7 8 8 7 6 5
4 5 6 7 7 6 5 4
3 4 5 6 6 5 4 3
2 3 4 5 5 4 3 2
1 2 3 4 4 3 2 1
Záplavová maska
Příloha C – Ukázka dosažených výsledků
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Obrázek 30. Test 6 - a) orginál                                         b) vygenerovaný výsledek
Obrázek 31. Test 7 - a) originál                                           b) vygenerovaný výsledek
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Obrázek 32.  Test 8 - a) orginal ANSI art                  b) vygenerovaný ANSI art
