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Diplomsko delo predstavlja uveljavljene načine overjanja oziroma avtentikacije 
uporabnikov na spletu in jih primerja z novim standardom WebAuthn, pri čemer se 
osredotoča na spletne aplikacije, ki niso namenjene za poslovno rabo. 
Overjanje na spletu danes še vedno pretežno temelji na geslih, najstarejši in 
najmanj varni obliki preverjanja pristnosti. Za visok nivo varnosti morajo biti gesla 
dovolj dolga in sestavljena iz naključnih znakov, zato si jih je težje zapomniti, ko 
njihovo število naraste. Uporabniki lahko težavo s pomnjenjem gesel rešijo tako, da 
jih shranijo v upravljalnikih gesel. Uporabijo lahko tudi enotno spletno prijavo, kjer 
na varen način uporabljajo le eno kombinacijo uporabniškega imena in gesla za prijavo 
v več različnih aplikacij. Slabost obeh načinov je kritična točka odpovedi, saj se morata 
uporabnik in aplikacija za prijavo zanašati na zunanjega ponudnika. Varnost pri 
prijavljanju lahko povečamo z dodatnim elementom overjanja, ki ga ponuja 
dvofaktorska prijava, a kljub večji varnosti geslo še vedno ostane. Za popolno 
opuščanje gesel pa so pred časom razvili tudi mehanizme za overjanje brez gesel, ki 
pa navadno temeljijo na varnosti e-poštnega naslova. 
Nobeden od naštetih načinov ne rešuje problema s pomnjenjem gesel, ne da bi 
pri tem vpeljal kakšno slabost, na primer kritično točko odpovedi. Kot odgovor na to 
poteka razvoj novega standarda WebAuthn, ki korenito spreminja način overjanja na 
spletu z uvedbo močnejših poverilnic in nekaterih novih konceptov. WebAuthn ne 
uporablja gesel, ampak poverilnice na osnovi kriptografije javnih ključev, s čimer 
lahko doseže večjo varnost in reši problem pomnjenja gesel. Overjanje uporabnika se 
pri tem standardu izvede z uporabo zunanjega avtentikatorja. 
Del diplomskega dela je tudi izvedba spletne aplikacije, ki poleg WebAuthn 
ponuja še štiri najpogosteje uporabljene načine overjanja. 
Primernost različnih načinov overjanja je odvisna od vrste groženj, vendar je 
WebAuthn odporen na zelo velik nabor napadov. Če bo zanj na voljo dobra podpora 
v brskalnikih, bo to spodbudilo razvijalce k splošnem vključevanju omenjenega 
standarda v spletne aplikacije. 
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This thesis presents well-known and widely-used means for Web authentication 
and compares them to a new standard, WebAuthn. In this process, it focuses on 
consumer Web applications. 
Web authentication today still relies mostly on the use of passwords, the oldest 
and least safe form of verification. To ensure a high level of security, passwords must 
be long and comprised of random characters, therefore remembering them becomes 
increasingly harder as their number grows. Users can solve the problem of 
remembering passwords by storing them in a password manager. They can also use 
single sign-on, which allows them to safely use single credentials to log into different 
applications. The weakness of both these approaches is a single point of failure, as the 
user and application are reliant on third-party providers. Logging in can be made more 
secure by adding a new element of authentication, which is available through two-
factor authentication, but despite the stronger security, passwords remain a part in the 
process. To completely dismiss their use, mechanisms for passwordless authentication 
have recently been developed, but they depend on the security of an e-mail address. 
None of the aforementioned means of authentication solves the problem of 
remembering passwords without introducing a weakness, e.g. a single point of failure. 
A new standard, WebAuthn, is being developed to combat this issue. It introduces 
stronger credentials and a few new principles in authentication. WebAuthn uses 
public-key-based credentials, which allows it to achieve stronger security and solve 
the problem of remembering passwords. With this standard, user authentication is 
accomplished via an external authenticator. 
A part of this thesis is also an implementation a Web application, which, along 
with WebAuthn, implements four other common ways of authentication. 
Suitability of different means of authentication depends on the threat model, but 
WebAuthn is immune to a wide range of attacks. If good browser support for 
WebAuthn is provided, it may encourage developers to widely implement the new 
standard in Web applications. 
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1  Uvod 
Živimo v času, ko se večina ljudi iz razvitega sveta vsakodnevno zanaša na 
spletne aplikacije. Takšnih aplikacij je lahko dnevno tudi več deset, uporabljamo pa 
jih za raznorazne namene – za zabavo, učenje, nakupovanje, ali druga opravila. Večina 
aplikacij od uporabnikov zahteva, da se ti za uporabo registrirajo in prijavijo, saj s tem 
pridobijo podatke, ki jih lahko uporabijo za izboljšanje uporabniške izkušnje in 
prilagoditve vsebine uporabniku. Ena od osnov za takšne funkcionalnosti je 
zagotovilo, da je uporabnik res tisti, za katerega se izdaja. 
Uporabnik za prijavo v spletno aplikacijo potrebuje poverilnice (angl. 
credentials) – podatke, ki dokazujejo uporabnikovo identiteto in na podlagi katerih 
lahko aplikacija omogoči dostop do storitve. Uporabnik najprej predloži podatek za 
identifikacijo (angl. identification), s čimer izkaže svojo identiteto. Nato se izvede 
overjanje ali avtentikacija (angl. authentication), ki pomeni potrjevanje istovetnosti 
uporabnika [1] in je temelj za izvajanje avtorizacijske politike. Avtorizacija (angl. 
authorization) pomeni pooblastilo oziroma dovoljenje za dostop do nekega vira. Z 
overitvijo uporabnik torej aplikaciji posreduje zagotovilo, da je njegova identiteta 
resnična, in posledično sme dostopati do virov, za katere ima pooblastila. 
Najpogostejši način overjanja identitete še vedno temelji na preverjanju 
ujemanja uporabniškega imena in gesla [2]. Ker je spletnih aplikacij veliko, si morajo 
uporabniki posledično zapomniti veliko gesel, saj načela varnosti na spletu narekujejo, 
da za vsako storitev uporabimo drugo geslo, ki ga zamenjamo na določeno časovno 
obdobje. Študije ugotavljajo, da lahko povprečni poslovni uporabnik upravlja s kar 
200 gesli [2]. Ker je to težavno in nepraktično, uporabniki kljub poznavanju 
nevarnosti, ki jih tako ravnanje prinaša, pogosto zanemarijo varnostna priporočila in 
si izbirajo zelo šibka gesla, jih uporabijo večkrat, ali si jih kam zapišejo [3]. Ena izmed 
raziskav je pokazala, da predstavlja število različnih gesel največji faktor pri težavah 
s pomnjenjem gesel – večji kot starost ali nivo izobrazbe uporabnika [4]. Druga 
raziskava je pokazala tudi, da uporabniki menijo, da se jim niti ne splača upoštevati 
vseh varnostnih pravil [5], kar še potencira izvajanje slabe prakse z gesli. 
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Na trgu lahko najdemo kar nekaj rešitev za problem pomnjenja gesel, vsako s 
svojimi prednostmi in slabostmi. Uporabniki lahko na primer svoja gesla shranijo v 
upravljalniku gesel. Podatke za overjanje lahko tudi zaupajo tretjemu izvajalcu in si 
morajo za uporabo enotne spletne prijave zapomniti le eno geslo. Za še večjo zaščito 
lahko dodajo dodaten element preverjanja, kar imenujemo dvofaktorska prijava. 
Pojavili pa so se tudi inovativni pristopi k problemu pomnjenja gesel, saj se v zadnjem 
času razvijajo mehanizmi, ki gesel sploh ne uporabljajo. Eden takšnih je tudi standard 
WebAuthn, ki je rezultat prizadevanja pomembnih svetovnih spletnih organizacij za 
večjo varnost in boljšo uporabniško izkušnjo na spletu. Metode, ki za overjanje 
uporabnikov ne uporabljajo gesel, so večinoma še v povojih in komercialno niso 
splošno razširjene. Posledično spletnim uporabnikom, pa tudi marsikateremu 
razvijalcu, takšne rešitve sploh niso znane. Zato pa so še toliko bolj zanimive za 
raziskavo. 
Namen tega diplomskega dela je raziskati standard za spletno overjanje Web 
Authentication oziroma WebAuthn, ki nastaja pod okriljem organizacije World Wide 
Web Consortium (W3C), in ga primerjati z najpogostejšimi obstoječimi rešitvami. 
Diplomsko delo se osredotoča predvsem na overjanje v kontekstu fizičnih 
uporabnikov – rešitve, ki se primarno uporabljajo v poslovnem okolju, so izven 
domene tega diplomskega dela. Raziskati želim čim več različnih principov in 
praktičnih rešitev, a se zavedam, da je težko narediti celosten pregled hitro-
razvijajočega se tehnološkega področja v obsegu, primernem za zaključno delo študija. 
Dokument je razdeljen na šest vsebinskih poglavij. Po uvodni predstavitvi 
tematike in namena diplomske naloge drugo poglavje razišče lastnosti in tehnično 
podlago nekaterih pogostih tehnologij in standardov. V tretjem poglavju je podrobneje 
predstavljen standard WebAuthn, vključno s podrobnim postopkom delovanja. V 
četrtem delu je predstavljena praktična izvedba enostavnega spletnega portala, ki služi 
za demonstracijo različnih rešitev overjanja. Peto poglavje se podrobneje posveti 
primerjavi mehanizmov overjanja in izkušnjam pri njihovi izvedbi, v šestem poglavju 
pa sledi povzetek ugotovitev in analiza novih znanj.
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2  Pregled načinov overjanja na spletu 
2.1  Uporabniško ime in geslo 
Overjanje na podlagi uporabniškega imena in gesla je najenostavnejši in še 
vedno najpogostejši način overjanja v spletnih aplikacijah. Osnovni princip je 
preprost: aplikacija potrdi uporabnikovo identiteto na osnovi predpostavke, da geslo 
pozna izključno pravi uporabnik.  
Tudi sama izvedba overjanja je preprosta: ko uporabnik na spletni strani vnese 
svoje prijavne podatke, program preveri, ali je podano geslo enako tistemu, ki je za 
njegov uporabniški račun shranjeno v podatkovni zbirki. Če se gesli ujemata, je 
uporabnikova identiteta potrjena. 
2.1.1  Ranljivosti 
Gesla so prav zaradi svoje preprostosti tarča največjega števila napadov in zato 
najmanj varen način overjanja. Napadalec lahko pridobi uporabnikovo geslo na tri 
načine [6]: 
• s pridobitvijo dostopa do informacij, shranjenih v informacijskem sistemu, na 
primer z vdorom v podatkovno zbirko; 
• s prestrezanjem uporabnikove komunikacije; 
• uporabnik sam nenamerno izda geslo. 
 
Najpogostejši načini napadov na gesla, ki izkoriščajo omenjene ranljivosti, 
vključujejo [7]: 
• napad grobe sile (angl. brute force attack), ki preizkuša vse možne kombinacije 
znakov in je učinkovit pri šibkih geslih; 
• napad s slovarjem (angl. dictionary attack), ki se osredotoča na preizkušanje 
besed iz podanega slovarja in lahko vključuje tudi pogoste predelave besed, 
kot so zamenjavanje črk s številkami ali obratni vrstni red znakov v besedi;  
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• napad z mavričnimi tabelami (angl. rainbow table attack), ki primerja 
pridobljene zgoščene vrednosti z zbirko zgoščenih vrednosti, za katere je 
znano, iz katerega vhodnega niza so nastale. Tabele vključujejo mnogo 
pogostih gesel [8]; 
• napad z ribarjenjem (angl. phishing), ki oponaša legitimno spletno stran in 
zavede uporabnika, da vnese svoje prijavne podatke; 
• socialni inženiring, tj. manipuliranje z ljudmi, da razkrijejo zaupne informacije 
ali izvedejo določena dejanja, ki napadalcu omogočijo dostop do aplikacije ali 
celo prijavnih podatkov; 
• skrivno prestrezanje vnosa na vhodni napravi (angl. keylogging); 
• napad vrinjenega napadalca (angl. man-in-the-middle attack), ki prestreza 
komunikacijo na prenosni poti (angl. sniffing) in pošilja lažna sporočila. 
2.1.2  Shranjevanje gesel 
V praksi je zelo pomembno, da gesla v podatkovni zbirki niso shranjena v 
čistopisu, ampak so šifrirana. Najpogosteje to dosežemo z uporabo enosmernih 
zgoščevalnih funkcij (angl. hash functions), ki čistopis pretvorijo v zaporedje na videz 
naključnih znakov določene dolžine. Za izvedbo tega postopka sta pogosto uporabljeni 
funkciji SHA-2 in MD5.  
Ena glavnih lastnosti zgoščevalnih funkcij z vidika varnosti je ta, da se že ob 
najmanjši spremembi vhodnega niza izhodni niz povsem spremeni in da iz zgoščene 
vrednosti ni mogoče pridobiti originalnega vhodnega niza. Pogosto pri tem postopku 
uporabimo soljeno zgoščeno vrednost (angl. salted hash) [9]. Ko uporabnik v obrazec 
za registracijo vnese svoje geslo, mu dodamo naključen niz znakov, kar imenujemo 
sol. Tako nastali niz šifriramo z zgoščevalno funkcijo in ga shranimo v zbirki, kamor 
shranimo tudi sol. Ko se uporabnik prijavi v aplikacijo, ta uporabi shranjeno sol, jo 
doda k vnesenemu geslu in izvede zgoščevalno funkcijo. Če se rezultat ujema s tistim 
v zbirki, je bilo posredovano geslo pravo. Shranjevanje zgoščenih vrednosti namesto 
gesel v čistopisu prepreči, da bi napadalec po vdoru v zbirko enostavno prebral gesla, 
onemogoči uspešen napad s slovarjem, soljenje pa onemogoči tudi napad z mavričnimi 
tabelami. Kljub temu postopek ni odporen na napad grobe sile, a bi ta trajal zelo dolgo, 
če ima naključna vrednost dovolj znakov.  
Da bi čim bolj zmanjšali možnost, da napadalec uporabnikovo geslo ugane (z 
grobo silo ali slovarjem) ali da bi zanj že poznal vrednost zgoščevalne funkcije, 
moramo izbirati dovolj dolga gesla s čim bolj naključnim vzorcem znakov. Pomnjenje 
velikega števila gesel pa predstavlja občutno miselno obremenitev za uporabnika, saj 
je spletnih aplikacij, ki jih uporablja povprečen uporabnik, na desetine.  
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2.1.3  Upravljalniki gesel 
Za rešitev problematike pomnjenja velikega števila gesel so bili razviti 
programski upravljalniki gesel (angl. password managers). V osnovi je upravljalnik 
gesel močno zaščitena podatkovna zbirka, ki shranjuje uporabnikova gesla za različne 
spletne aplikacije [10]. Dostop do te zbirke omogoča glavno geslo (angl. master 
password), ki je tako edino geslo, ki si ga mora uporabnik zapomniti. Ko se želi 
uporabnik prijaviti v spletno mesto, se z glavnim geslom prijavi v svoj upravljalnik 
gesel, ki v obrazec za vnos gesla vpiše izbrano uporabniško ime in geslo za dotično 
spletno stran.  
Upravljalniki gesel so lahko vgrajeni v brskalnike ali na voljo kot dodatki zanje, 
lokalno nameščeni programi, spletne storitve, fizične naprave ali pa njihova izvedba 
vključuje več navedenih komponent. Večinoma upravljalniki podpirajo tudi 
sinhronizacijo med različnimi napravami, kar je zelo uporabno za mobilne uporabnike. 
Najpopularnejši upravljalniki gesel so LastPass, Dashlane, EnPass, RoboForm in drugi 
[11]. 
V nekaterih primerih [12] upravljalniki uporabniških gesel ne shranjujejo, 
ampak jih sproti izračunajo ob vsakem obisku strani. Za to uporabljajo t.i. čiste funkcije 
(angl. pure functions), ki ob enakih parametrih (uporabniško ime, izbrani spletni 
portal, glavno geslo itd.) vedno vrnejo enak rezultat. 
Med upravljalnike gesel bi lahko uvrstili tudi same brskalnike, ki na uporabniško 
zahtevo shranijo geslo, ki je bilo vneseno v določeno spletno aplikacijo. To uporabnika 
sicer res razbremeni, a je do teh gesel zelo enostavno priti – kar preko nastavitev v 
brskalniku, kjer shranjena gesla pogosto sploh niso zaščitena [13].  
Upravljalniki gesel imajo mnogo zagovornikov, ki jim prelaganje pomnjenja 
gesel na računalnik izboljšuje uporabniško izkušnjo na spletu in učinkovito rešuje 
težavo miselne obremenitve s pomnjenjem gesel. Slaba stran te rešitve pa je, da bo 
napadalec dobil gesla za vse uporabnikove aplikacije, če mu uspe vdreti le v eno samo 
– v upravljalnik. Skladno s tem dejstvom podjetja, ki se ukvarjajo z varnostjo na spletu, 
pričakujejo porast napadov na upravljalnike gesel [14].  
Kljub pomislekom o kritični točki odpovedi (angl. single point of failure) so 
rešitve, ki težijo k poznavanju enega samega gesla, za uporabnike zelo privlačne. Zato 
danes veliko število spletnih portalov omogoča uporabo drugačnega načina prijave, ki 





2.2  Enotna spletna prijava 
Enotna spletna prijava (angl. Single Sign-On, SSO) je mehanizem, ki omogoča, 
da uporabnik svoje poverilnice vpiše le enkrat in s tem pridobi dostop do več različnih 
spletnih storitev [15, 16]. Vidik SSO, ki nas bo v tem diplomskem delu najbolj 
zanimal, pa je združena identiteta (angl. federated identity). Z uporabo združene 
identitete lahko ena aplikacija potrdi uporabniško identiteto drugi, povsem ločeni 
aplikaciji, in s tem overi njenega uporabnika [17]. To lahko opazimo na primer na 
raznih spletnih portalih, ki omogočajo, da se uporabniki prijavijo z računi družbenih 
omrežij. 
Takšen način overjanja ima prednosti tako za uporabnika kot za razvijalce 
spletnih storitev [16, 18]. Razvijalci in organizacije zmanjšajo stroške, povezane z 
izvedbo, administracijo in tehnično podporo. Aplikacija mora sicer še vedno ustvariti 
zapis o uporabniku v lastni podatkovni zbirki, da lahko beleži uporabnikovo aktivnost 
in zanj prilagaja vsebino. Ključno pa je, da ji ni potrebno upravljati z uporabniško 
identiteto, končnemu uporabniku pa si seveda ni potrebno več zapomniti velikega 
števila gesel in se lahko hitreje prijavi v aplikacije. Pri sistemih, ki uporabljajo enotno 
spletno prijavo, je povečana tudi varnost, saj se uporabnik lažje odreče uporabi šibkih 
gesel in ponovni uporabi istega gesla, saj je ob uporabi združene identitete 
uporabljanih gesel lahko malo ali pa celo eno samo. 
2.2.1  Ponudniki identitete 
Uporabniška identiteta je sestavljena iz skupka atributov in identifikatorjev, kot 
to prikazuje slika 1. Ti atributi so na primer uporabnikovo ime, priimek in e-naslov. 
Identiteta predstavlja neko resnično entiteto. Z identiteto lahko upravlja aplikacija 
sama, ali pa to prepusti zaupanja vrednemu zunanjemu ponudniku. 
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Slika 1: Zgradba uporabniške identitete 
Ponudnik identitete (angl. identity provider, pogosto skrajšano na IdP) je 
zaupanja vreden sistem, ki ustvarja, vzdržuje in upravlja z informacijami o identiteti 
posameznika in ponuja overitvene storitve za druge aplikacije [19]. Aplikacija, ki v 
tem okviru nastopa kot ponudnica storitve oziroma odvisna stran (angl. relying party, 
RP), lahko torej uporabi združeno identiteto, ki jo je uporabnik ustvaril pri ponudniku 
identitete. Kar 86 % uporabnikov spleta navaja, da jih potreba po ustvarjanju novega 
uporabniškega računa odvrne od spletnega mesta [20], zato je prijava z zunanjo 
identiteto zelo pogosto na voljo. Mnogo aplikacij za poudarek te možnosti prijave 
uporablja gumbe, ki jih uporabnik hitro prepozna in poveže s ciljno overitveno 
storitvijo, kot to prikazuje slika 2. 
 
Slika 2: Hitro prepoznavni gumbi za prijavo z družbenimi omrežji 
Ponudnik identitete je lahko vsaka aplikacija, ki upravlja z identitetami. Ker pa 
želijo razvijalci pokriti čim več potencialnih uporabnikov, se zanašajo na ponudnike, 
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ki že imajo veliko uporabnikov, zato obstaja velika možnost, da je nov obiskovalec že 
registriran pri njih. Takšni so na primer Google, Facebook, Twitter in druga omrežja z 
veliko uporabniki. 
2.2.2  Delovanje 
Če želi spletna aplikacija uporabljati združeno identiteto zunanjega ponudnika 
identitet, se mora pred tem pri izbranem ponudniku registrirati. Tako lahko ponudnik 
identitete poskrbi za večjo varnost, saj lahko do uporabnikovih podatkov pridejo le 
registrirane aplikacije, obenem pa lahko tudi spremlja, na kakšen način aplikacije 
uporabljajo njegove storitve.  
Ko uporabnik izbere želenega zunanjega ponudnika identitete, ga aplikacija 
preusmeri na izbrano overitveno storitev. Najpogosteje se prikaže modalno okno, da 
se uporabnik ne zmede. Ponudnik identitete overjanje tipično izvede preko 
kombinacije uporabniškega imena in gesla, ki ju preveri v lastni podatkovni zbirki. 
Tekom postopka overitve uporabnik odobri tudi sklope podatkov, do katerih bo ciljna 
aplikacija lahko dostopala. Ko je uporabnikova identiteta uspešno overjena, njen 
ponudnik to sporoči odvisni strani in uporabnik se vrne na prvotno aplikacijo, kjer je 
zdaj prijavljen.  
Sliki 3 in 4 predstavljata razlike med klasično in enotno spletno prijavo. Pri 
klasični prijavi uporabnik obišče spletno aplikacijo in v obrazec za prijavo vnese svoje 
podatke, ki se preverijo v lokalno shranjeni podatkovni zbirki. Če so pravilni, je 
uporabnik prijavljen v aplikacijo, shrani pa se tudi piškotek z njegovimi podatki. 
 
Slika 3: Overjanje pri klasični prijavi 
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Pri enotni spletni prijavi pa je uporabnik za overjanje preusmerjen na strežnik za 
overjanje zunanjega ponudnika identitete. Zunanji strežnik preveri piškotke, ali je 
uporabnik že prijavljen v njegovo storitev, in če ni, mora vnesti svoje poverilnice 
(korak 3). Po uspešni prijavi v zunanjo storitev se podatek o njenem uporabniku shrani 
v piškotek, zunanji strežnik pa pošlje žeton, ki ga aplikacija uporabi za dostop do 
zunanje identitete (žetoni bodo podrobneje razloženi v naslednjem podpoglavju). Ko 
je uporabnik prijavljen v ciljno aplikacijo, tudi ta shrani podatek v piškotek, kjer se 
beležijo uporabniški podatki za to aplikacijo [16]. 
 
Slika 4: Postopek overjanja z uporabo zunanje identitete 
V naslednjih podpoglavjih sta predstavljena najpogostejša standarda za enotno 
prijavo, ki se uporabljata v običajnih potrošniških spletnih aplikacijah. Ker ima enotna 
prijava korenine v poslovnih sistemih, obstaja veliko protokolov, ki se osredotočajo 
na ta tip aplikacij – na primer LDAP, Microsoft Active Directory ipd. Opis teh 
protokolov ne sodi v okvir tega diplomskega dela. 
2.2.3  OAuth 2.0 in OpenID Connect 
V sistemih enotne spletne prijave se je v zadnjih letih močno razširil protokol 
OAuth 2.0 (Open Authorization 2). Ta danes prevladuje pri storitvah enotne spletne 
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prijave, kjer so ponudniki identitete družbena omrežja. V nadaljevanju tega dokumenta 
je privzeto, da ob omembi OAuth govorimo o OAuth 2.0. 
OAuth (RFC 6749) je avtorizacijsko ogrodje, ki omogoča, da uporabnik ciljni 
aplikaciji (odjemalcu) dodeli omejen dostop do zaščitenih virov, ki so shranjeni pri 
drugi spletni aplikaciji ali storitvi [21]. Ker sta pri OAuth vlogi odjemalca in lastnika 
virov (uporabnikovih osebnih podatkov ali datotek) ločeni, lahko uporabnik ciljni 
aplikaciji dodeli pooblastilo za uporabo teh virov, ne da ji dodeli dostop do svojih 
poverilnic za dotično zunanjo storitev. Za dodeljevanje dostopa se namesto njih 
uporablja žeton za dostop (angl. access token). To je poverilnica, ki jo odjemalec 
uporabi za dostop do želenih zaščitenih virov. Žetoni nosijo informacije o času 
veljavnosti, pravicah dostopa za imetnika in druge podatke [22]. Z njihovo uporabo 
povečamo stopnjo abstrakcije v sistemu, saj ciljni aplikaciji ni potrebno več poznati 
različnih overitvenih in avtorizacijskih metod. Ob zahtevi za vir je predložen le žeton, 
na podlagi katerega aplikacija dovoli ali pa zavrne dostop. 
OAuth uporablja štiri različne načine odobritve avtorizacije (angl. grant), tj. 
načine, kako ciljna aplikacija pridobi žeton za dostop. Način odobritve je odvisen od 
vrste ciljne aplikacije – na primer navadne spletne aplikacije, spletne aplikacije na eni 
strani (angl. Single Page Application, SPA), lokalno nameščene (angl. native) 
aplikacije idr. V kontekstu združene identitete pri spletnih aplikacijah se tipično 
uporablja le odobritev s kodo za avtorizacijo, katere delovanje prikazuje slika 5 [21]. 
 
Slika 5: Pridobitev dostopa do zaščitenih virov pri avtorizaciji s kodo 
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Ko želi uporabnik svojo identiteto deliti s ciljno aplikacijo, slednja zahtevo zanjo 
pošlje na avtorizacijski strežnik zunanje aplikacije (1). Uporabnik se prijavi na 
avtorizacijski strežnik (tipično z uporabniškim imenom in geslom) in se tako overi (2). 
Strežnik za avtorizacijo po uspešni prijavi odjemalcu posreduje avtorizacijsko kodo 
(3). Ta jo uporabi za pridobitev žetona za dostop (4, 5). Z njim na strežnik virov pošlje 
zahtevo za zaščiten vir, ki mu ga strežnik pošlje na podlagi veljavnosti žetona (6, 7).  
Do sedaj smo v tem podpoglavju govorili le o avtorizaciji, ne pa o overjanju. 
OAuth je zelo razširjen v sistemih enotne spletne prijave, a je zgolj protokol za 
avtorizacijo. V okviru tega protokola aplikacija preko avtorizacijskega strežnika dobi 
žeton za dostop do zaščitenih virov na določenem strežniku, a pri tem procesu nikoli 
ne izve ničesar o uporabniku, niti kje, kdaj, ali kako se je overil [23]. Prelaganje 
overitve je sicer eden glavnih namenov OAuth, saj je to koristno takrat, ko uporabnik 
sploh ni prisoten, na primer v komunikaciji stroj-stroj. Vendar pa je za enotno spletno 
prijavo pomembno, da poznamo tudi več podatkov o overjanju. 
OpenID Connect (skrajšano OIDC) je identitetna oziroma overitvena plast na 
vrhu avtorizacijskega protokola OAuth [24]. Ta standard omogoča, da ciljna aplikacija 
pridobi identiteto končnega uporabnika glede na overitev, ki jo je izvedel strežnik za 
avtorizacijo. Gre za tretjo generacijo standarda OpenID, ki je bila izdana leta 2014. Še 
vedno je v uporabi prvotna različica 1.0. 
OIDC poleg žetona za dostop aplikaciji pošlje tudi identitetni (ID) žeton (angl. 
ID token) s podatki o identiteti uporabnika. ID žeton je zapisan v obliki JWT (JSON 
spletni žeton, angl. JSON Web Token) in je vedno šifriran, uporabniška identiteta pa je 
vanj zapisana preko trditev (angl. claims) in okvirov (angl. scopes) [24]. Trditve 
vključujejo izdajatelja žetona, zadevo, občinstvo (angl. audience, tj. aplikacije, ki 
lahko uporabijo ta žeton), čas izdaje ter poteka in številne druge opcijske trditve, ki jih 
lahko aplikacija uporabi za povečanje varnosti ali pridobitev uporabniških podatkov. 
To so lahko na primer enkratna naključna vrednost (angl. nonce), ki prepreči napad s 
ponovitvijo (angl. replay attack) ali pa uporabnikov e-naslov, datum rojstva, časovni 
pas ipd.  
Okviri v OpenID Connect so vnaprej definirane skupine zahtevanih podatkov 
oziroma trditev. Okvir openid je obvezen, saj sporoča uporabo standarda, vgrajeni pa 
so še okvirji profil, e-naslov, naslov in telefon (profile, email, address, phone). 
OIDC v tok overjanja in avtorizacije uvede tudi dodatni ponor, kamor se 
pošiljajo informacije o uporabniku (angl. user info endpoint). Aplikacija sprejme žeton 
za dostop in ga pošlje na ta ponor, ta pa vrne zahtevane trditve o overjenem uporabniku 




Slika 6: Tok dogodkov pri OpenID Connect 
Slika 6 prikazuje primer overjanja z OpenID Connect. Uporabnik preko 
brskalnika od spletne aplikacije zahteva zaščiten vir (1). Aplikacija prikaže seznam 
ponudnikov identitete (ki podpirajo OIDC), s katerimi se lahko uporabnik overi pri tej 
aplikaciji (2), kot na primer kot na sliki 2. Ko ga uporabnik izbere, aplikacija na 
overitveni strežnik izbranega ponudnika pošlje zahtevo za overjanje (3, 4). Ta v 
brskalniku prikaže modalno okno, kamor uporabnik vpiše svoje poverilnice (5). Če so 
vneseni podatki pravilni, ponudnik identitete overi uporabnika in ga preusmeri nazaj 
na odvisno stran, ki ji pošlje tudi žeton za avtorizacijo (6). Odvisna stran na ponor za 
uporabniške informacije (na sliki označen kot API za OIDC) pošlje zahtevo za podatke 
o overitvi dotičnega uporabnika (7). Ponudnik se odzove s pošiljanjem 
identifikacijskega žetona (slika 7), iz katerega odvisna stran pridobi podatke o 
uporabniku in načinu overitve (8). 
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{ 
  "iss"       : "https://server.example.com",  
  "sub"       : "24400320", 
  "aud"       : "client-12345", 
  "nonce"     : "n-0S6_WzA2Mj", 
  "exp"       : 1311281970, 
  "iat"       : 1311280970, 
  "auth_time" : 1311280969, 
  "acr"       : "urn_mace:incommon:iap:silver",  
} 
 
Slika 7: Primer žetona pri OpenID Connect 
Združeno identiteto po standardu OpenID Connect ponuja čedalje več 
ponudnikov, ki jih označujemo tudi kot OP (OpenID Connect Provider) [25]. Med 
najodmevnejše sodijo Auth0, Google, Okta, Oracle in Paypal. 
2.2.4  SAML 
SAML (Security Assertion Markup Language) je odprt standard za pošiljanje 
podatkov za overjanje in avtorizacijo med ponudnikom identitete in ponudnikom 
storitve (ciljno aplikacijo).  
Osnovan je na jeziku XML in je neodvisen od operacijskega sistema [3]. Ima 
modularno zasnovo, ki vključuje jedro (angl. core), vezi (angl. bindings) in profile 
(angl. profile). Slika 8 prikazuje razmerja med omenjenimi komponentami. V jedru je 
definirana oblika sporočil in generični protokoli za zahteve in odzive. Vezi določajo 
protokol, ki ovija (angl. encapsulate) SAML sporočila, na primer HTTP ali SOAP, 
profil pa določa kontekst, v katerem se standard uporablja. Pri spletnih aplikacijah se 
na primer uporablja profil »Web Browser« [26, 3]. SAML zahteve in odgovori so 
neodvisni od prenosnega protokola, standard pa se osredotoča le na komunikacijo med 
ponudnikom identitete in aplikacijo, način overjanja pa prepušča razvijalcem, kar 





Slika 8: Komponente protokola SAML 
SAML je kmalu po izidu doživel velik uspeh in bil uporabljen predvsem v 
finančnem in vladnem sektorju ter v okolju visokošolskega izobraževanja [27]. Med 
sistemi za enotno prijavo je zelo razširjen, služi pa tudi kot osnova za druge 
programske rešitve, na primer Shibboleth in Liberty Alliance. Vendar pa je SAML kot 
standard dokaj kompleksen, zato se v modernih spletnih aplikacijah večkrat uporablja 
OpenID Connect [28]. 
2.2.5  Prednosti in slabosti enotne spletne prijave 
Prednosti enotne spletne prijave so torej jasne – enotne močne poverilnice, ki jih 
lahko s pomočjo združene identitete uporabljamo tudi na ostalih aplikacijah. Tudi če 
bi uporabljali več kot enega ponudnika identitete, je miselna obremenitev zaradi 
pomnjenja gesel še vedno obvladljiva. Poleg tega je boljša tudi uporabniška izkušnja, 
saj je prijavljanje v aplikacije hitrejše in redkejše. Varnost je povečana, ker zaradi 
manjšega števila uporabniki lažje vzdržujejo močna gesla in ker z njihovo identiteto 
upravljajo specializirani strokovnjaki in ne neizkušeni razvijalci, ki so morda postavili 
svojo prvo spletno stran. 
Problemi se pojavijo, ko pride do težave pri ponudniku identitete, saj je celoten 
sistem odvisen od ene storitve. To je privlačna tarča za napade zavrnitve storitve (angl. 
denial of service). Nenazadnje gre torej še vedno za mehanizem s kritično točko 
odpovedi, zato je smiselno dodati nov varnostni sloj, kjer same poverilnice ne bodo 
več edino potrebno sredstvo za overjanje uporabnika. Dodaten varnostni sloj sicer ne 
prepreči težav ob nedostopnosti zunanje storitve, oteži pa vdor v uporabniški račun. 
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2.3  Dvofaktorsko overjanje 
Večfaktorsko overjanje (angl. multi-factor authentication, MFA) je način 
potrjevanja identitete, pri katerem mora uporabnik predložiti dva ali več različnih 
faktorjev. Večfaktorsko overjanje moramo razlikovati od večstopenjskega overjanja, 
kjer so vsi dokazi istega faktorja (npr. dve gesli) [29].  
Poznamo tri glavne faktorje overjanja [30], in sicer na podlagi nečesa, kar 
uporabnik 
• ve – se nanaša na znanje in vedenje; 
• ima – se nanaša na posest; 
• je – se nanaša na biometrične lastnosti. 
 
V kontekstu prijave v spletne aplikacije prevladuje dvofaktorsko overjanje (angl. 
two-factor authentication, 2FA). Za spletno overjanje se najpogosteje uporablja 
kombinacija znanja in posesti, na primer uporabniško geslo in koda za enkratno 
uporabo (angl. OTP, One-Time Password), ki jo ustvari naprava, ki jo posedujemo. 
Čedalje bolj popularna je tudi uporaba biometričnih lastnosti, saj njihovo uporabo 
omogoča čedalje več uporabniških terminalov (mobilni telefoni, tudi nekateri prenosni 
računalniki). 
2.3.1  Načini overjanja 
Gesla za enkratno uporabo so navadno v obliki šestmestnega števila, saj to pri 
vpisovanju v aplikacijo za uporabnika ne predstavlja velikega napora, zagotavlja pa 
dovolj majhno možnost, da bi jo uganila računalniški ali človeški napadalec [31]. 
Enkratno geslo se ustvari po uspešni overitvi prvega faktorja, do uporabnika pa se 
lahko dostavi na različne načine, ki so podrobneje opisani v podpoglavju 2.3.2. 
Gesla za enkratno uporabo so lahko ustvarjena na osnovi različnih postopkov, 
med najbolj razširjenimi odprtimi standardi pa so HOTP, TOTP in algoritem OCRA.  
HOTP (HMAC-based One-Time Password, RFC 4226 [31]) je postopek, ki 
začasna gesla ustvari na osnovi šifrirnega algoritma HMAC (Hash-based Message 
Authentication Code). HMAC deluje na osnovi povečujočega se števca in enolične 
deljene skrivnosti (angl. shared secret), ki sta sinhronizirana na odjemalcu in 
overovitvenem  strežniku, ki je v tem kontekstu aplikacija, ki opravlja overjanje. 
Uporablja tudi zaviralni parameter (angl. throttling parameter), ki določa največje 
število neuspešnih poskusov, po katerih bo strežnik zavrnil povezavo in s tem 
napadalcu onemogočil nadaljnje ugibanje kode [31]. 
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Časovno-odvisno enkratno geslo TOTP (Time-based One-Time Password, RFC 
6238 [32]) podobno kot HOTP deluje na osnovi sinhronizirane deljene skrivnosti in 
vrednosti, ki se povečuje. Ta vrednost je pri TOTP Unixov čas (angl. Unix time), tj. 
število sekund, ki je preteklo od polnoči 1. januarja 1970. Zaradi uporabe časovne 
komponente je TOTP primeren za programske rešitve, na primer mobilne aplikacije, 
saj so naprave danes zaradi povezave v omrežje večinoma dobro časovno 
sinhronizirane. Kljub temu standard predvideva manjša odstopanja, zato so gesla 
veljavna malce dlje od določenega časa, ki je navadno 30 sekund [32]. 
OCRA (OAth Challenge/Response Algorithm, RFC 6287 [33]) izhaja iz HOTP, 
v primerjavi s katerim je splošneje zasnovan. Pri njegovem načrtovanju je bil poudarek 
na večji varnosti, fleksibilnosti in uporabnosti. Sloni na mehanizmu izziv-odziv (angl. 
Challenge-Response), ki bo podrobneje opisan v tretjem poglavju. Večja splošnost 
pomeni, da so lahko vhodni podatki poleg deljene skrivnosti sestavljeni iz širšega 
nabora zunanjih parametrov, prav tako je nastavljiv format izhodnega niza, ki lahko 
poleg števil vsebuje tudi ostale znake [33]. 
FIDO U2F (Univerzalni drugi faktor, angl. Universal Second Factor) je nastal 
pod okriljem Združenja FIDO (Fast Identity Online – FIDO Alliance). Podobno kot 
OCRA tudi ta protokol uporablja mehanizem izziv-odziv [34]. Tvorjenje enkratnega 
gesla se izvede na fizični napravi, ki podpira standard U2F. Pri tem standardu tvorjene 
vrednosti ne vnese uporabnik, pač pa vnos samodejno izvede naprava. 
2.3.2  Načini dostave gesla za enkratno uporabo 
Ustvarjeno enkratno geslo se lahko do uporabnika dostavi na različne načine, 
med katerimi so najpogostejši: 
• Sporočilo SMS ali e-pošta – po pravilnem vnosu prvega faktorja overitve, tj. 
gesla, aplikacija tvori geslo OTP in ga pošlje v obliki kratkega sporočila na 
uporabnikovo telefonsko številko ali e-naslov, uporabnik pa posredovano kodo 
prepiše v ciljno aplikacijo. 
• Telefonski klic – namesto pošiljanja sporočila se lahko izvede tudi samodejni 
telefonski klic, v okviru katerega je uporabniku začasna koda narekovana po 
telefonu. 
• Fizični generatorji enkratnih gesel – so majhne naprave, ki jih lahko 
uporabnik vedno nosi s seboj, na primer kot obesek na ključih (angl. fob). Ko 
uporabnik zahteva dvofaktorsko overjanje, generator na vgrajenem zaslonu 
izpiše začasno kodo, ki jo izračuna z algoritmom HTOP ali TOTP. Uporabnik 
za vsako aplikacijo potrebuje pripadajoč generator. 
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• Programski generatorji enkratnih gesel so zaradi svoje dostopnosti danes 
zelo razširjeni, saj je za njihovo uporabo potreben le pametni telefon. Za vse 
najbolj priljubljene platforme je na voljo velik nabor mobilnih aplikacij. Te za 
tvorjenje kode uporabljajo postopek TOTP. Programski generatorji lahko, za 
razliko od fizičnih, ustvarjajo začasna gesla za več različnih ciljnih aplikacij. 
Dodajanje novih aplikacij je navadno zelo enostavno, saj so deljena skrivnost 
in podatki o ciljni aplikaciji pogosto vdelani v QR kodo, ki jo uporabnik 
optično prebere (skenira) s svojo napravo (generatorjem). Tako se aplikacija in 
generator sinhronizirata in aplikacija lahko sprejme začasna gesla, ki jih tvori 
dotični generator. 
• Predhodno tvorjenje – nekateri sistemi uporabniku ob registraciji posredujejo 
določeno število vnaprej ustvarjenih začasnih gesel, ki jih mora uporabnik 
shraniti in ob prijavah vnašati po točno določenem vrstnem redu. 
• FIDO U2F – pri tem postopku uporabnik ne vnaša varnostne kode, temveč po 
overitvi s prvim faktorjem priključi svojo U2F napravo, najpogosteje preko 
fizičnega vmesnika USB, NFC ali BLE. Nato z izvedbo potrdilne geste potrdi 
svojo prisotnost in v nekaterih primerih tudi svojo identiteto. Potrdilna gesta je 
lahko le pritisk gumba, lahko pa naprava vključuje tudi na primer čitalec 
prstnih odtisov. Potem naprava ustvari odziv in ga pošlje odvisni strani 
(aplikaciji), ki čaka nanj. Uporabniku se vnosno polje niti ne prikaže [35, 36]. 
• Biometrija – kot že omenjeno, se v zadnjem času za dvofaktorsko overjanje 
namesto OTP čedalje pogosteje uporablja uporabnikove biometrične podatke, 
ki nudijo še dodaten varnostni vidik. Trenutno so standardi za biometrično 
overjanje večinoma zasebni, rešitve pa plačljive, kar zavira hitrost razširjanja 
v spletnih aplikacijah. 
 
Slika 9 prikazuje nekatere najbolj znane rešitve za FIDO U2F, programske in 





Slika 9: YubiKey avtentikator, Google avtentikator in RSA SecurID 
2.4  Overjanje brez gesel 
Z dodatnim varnostni slojem pri dvofaktorskem overjanju se uporabnik dodatno 
zavaruje, saj uspešen napad na eno overitveno komponento ni več dovolj za vstop v 
aplikacijo. Napadi so sicer še vedno možni, a težje izvedljivi, poleg tega napadalec z 
napadom morda sploh ne bo poskušal, če bo cena napada večja od potencialne nagrade 
[37]. 
Vendar pa sta za večjo varnost žrtvovani uporabniška izkušnja in hitrost prijave. 
To so opazili tudi razvijalci spletnih rešitev in želeli najti še bolj elegantno rešitev, ki 
ne vključuje gesel. Prednosti overjanja brez gesel (angl. passwordless, tudi password-
less) overjanja so jasne – če gesel ni, 
• jih napadalec ne more ukrasti; 
• uporabnik jih ne more pozabiti; 
• uporabnik ne more razviti nevarnih navad pri upravljanju s svojimi 
poverilnicami. 
 
Čeprav je ta način overjanja med novejšimi in ga veliko uporabnikov še ne 
pozna, število na ta način overjenih povezav naraste za nekaj deset tisoč na mesec [38]. 
2.4.1  Postopek overjanja 
Potek dogodkov pri overjanju brez gesel je sledeč (Slika 10) [39]: 
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(1) Uporabnik na vstopni strani spletne aplikacije vnese le svoj e-naslov in 
klikne gumb za naslednji korak. 
(2) Aplikacija na navedeni e-naslov preko e-poštnega strežnika pošlje sporočilo 
s t.i. čarobno povezavo (angl. magic link) v obliki URL naslova, ki vsebuje 
žeton za enkratni dostop. 
(3) Uporabnik v svojem e-poštnem odjemalcu odpre prispelo sporočilo in klikne 
na vsebovano povezavo (slika 11). 
(4) Povezava vodi na strežnik ciljne aplikacije, ki overi posredovani žeton. Če 
je ustrezen, izda žeton z daljšo življenjsko dobo, ga shrani v podatkovni 
zbirki, prijavi uporabnika in njegovo identiteto shrani v piškotek. 
 





Slika 11: Primer e-pošte s čarobno povezavo storitve Clipchamp 
Celoten mehanizem je podoben postopku za obnovitev pozabljenega gesla pri 
klasični prijavi z uporabniškim imenom in geslom. Tudi v tem primeru namreč 
aplikacija uporabniku po elektronski pošti pošlje skrivni žeton, ki omogoči, da 
uporabnik izjemoma zaobide overjanje z geslom, da nastavi novega [40]. 
Poleg čarobne povezave, ki je najpogosteje uporabljeni mehanizem za dostavo 
žetona za dostop, se lahko za overjanje uporablja začasna koda, poslana s pomočjo 
SMS sporočil ali e-pošte. To poteka na enak način kot pri dvofaktorskem overjanju, 
opisanem v poglavju 2.3.2, le da tu ni prvotnega overjanja z geslom. To kodo mora 
uporabnik prepisati v vnosno polje, ki se pojavi v aplikaciji. 
2.4.2  Varnost 
Varnost overjanja brez gesel temelji na varnosti uporabnikovega e-poštnega 
računa. V primeru vdora v e-poštno storitev lahko napadalec pridobi dostop do vseh 
uporabnikovih aplikacij, povezanih na dotični e-naslov. Obstaja tudi nevarnost 
prestrezanja žetona, saj e-pošta pogosto ni šifrirana. Zato imajo žetoni za dostop 
vgrajen varnostni mehanizem, kjer jim po določenem času (tipično je to nekaj minut) 
poteče veljavnost, s čimer se omeji možnost uspešnega napada. Če legitimnemu 
uporabniku v tem času ne uspe aplikaciji posredovati pravilnega žetona, mora 
postopek ponoviti. 
Vse omenjeno sicer velja tudi za postopek ponastavljanja gesla, in torej posredno 
tudi za samo uporabo gesel. Kljub temu overjanje brez gesel odpravi mnoge ranljivosti, 
povezane z gesli, na primer zapisovanje raznih gesel na listek, skrit pod tipkovnico. 
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Poleg tega danes mnogo naprav omogoča, da je uporabnik preko potisnih obvestil 
obveščen o novi e-pošti in posredno o vsakem poskusu prijave. To uporabnikom daje 
možnost hitrejše reakcije, če opazijo sumljivo vedenje na svojem e-poštnem računu. 
Overjanje z uporabo začasne kode ima enake varnostne lastnosti kot uporaba 
žetonov. Razlike se lahko pojavijo le pri dostavi kode preko SMS-a, kjer lahko 





Kot smo lahko spoznali skozi celotno drugo poglavje, obstaja več rešitev, kako 
ublažiti problem velikega števila gesel. Vendar pa ima vsaka svoje specifike in slabosti 
in za dosego cilja žrtvuje varnost ali uporabniško izkušnjo. Odgovor na to je odprt 
standard WebAuthn, katerega cilj je definirati specifikacije za uporabo močne zaščite, 
enostavno uporabniško izkušnjo in dokončno odpravo overjanja z gesli. 
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3  Standard WebAuthn 
Razvoj standarda WebAuthn vodi organizacija W3C v sodelovanju z 
združenjem FIDO Alliance (krajše: FIDO). Pri razvoju sodelujejo tudi številne 
pomembne organizacije na področju svetovnega spleta, kot so Google, Paypal, 
Microsoft, Mozilla in druge [42]. Pri izpopolnjevanju standarda preko portala Github 
z odkrivanjem in odpravljanjem pomanjkljivosti aktivno sodeluje tudi skupnost 
razvijalcev [43].  
Uradno specifikacijo standarda pripravlja delovna skupina Web Authentication 
Working Group, ki jo sestavljajo predstavniki več kot 30 organizacij članic. Razvoj se 
je začel leta 2016, trenutni status tehničnega poročila za pripravo standarda pa je 
kandidat za priporočilo (angl. Candidate Recommendation, CR). To je druga od štirih 
stopenj tehničnih poročil, ki jih določa W3C in označuje, da je bilo poročilo temeljito 
pregledano in ustreza tehničnim zahtevam delovne skupine. 
Standard WebAuthn definira programski vmesnik (angl. application 
programming interface, API), ki spletnim aplikacijam omogoča ustvarjanje in uporabo 
robustnih poverilnic za namen varne overitve uporabnika [44]. Poverilnice v 
WebAuthn so atestirane (angl. attested) in uporabljajo okvir (angl. scope). Atest v 
splošnem pomeni uradno potrdilo ali izjavo o nečem [45], v kontekstu tega standarda 
pa predstavlja potrditev izvora avtentikatorja in podatkov, ki jih oddaja, ter njegovih 
varnostnih lastnostih. Okvir določa, katere aplikacije imajo dostop do dotičnih 
poverilnic. Izvor (angl. origin) je v WebAuthn lahko ena vrednost ali pa vsebuje več 
podatkov – o shemi, gostitelju, vratih (angl. port) in domeni – zapisanih v obliki n-
terice (angl. tuple). V tem standardu so poverilnice osnovane na kriptografiji javnega 
ključa, ne na določenem nizu znakov, kot je to pri overjanju z geslom. Standard je 
izveden v brskalnikih, njegov programski vmesnik pa lahko pokliče vsaka aplikacija, 
ki se izvaja v njih [46] (slika 12).  
 V postopku overjanja poleg končnega uporabnika nastopajo še tri entitete 
(prikazane na sliki 12): 
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• Uporabniški agent (uporablja se tudi izraz odjemalec) – tipično je to spletni 
brskalnik. WebAuthn se bo sicer lahko uporabljal tudi na drugih platformah 
(na primer za prijavo v operacijski sistem Windows), a v sklopu te diplomske 
naloge dajem poudarek na vidiku spletnega overjanja;  
• Odvisna stran – aplikacija, do katere želi uporabnik dostopati. V opisu 
postopka sta za odvisno stran uporabljeni tudi beseda strežnik in kratica RP, ki 
izhaja iz angleškega poimenovanja relying party; 
• Avtentikator – zunanja naprava, ki ustvari in shrani uporabniške poverilnice 
(zasebni ključ).  
 
Prav slednji predstavlja nov koncept pri overjanju, ki ga prinaša standard 
WebAuthn. Pri overjanju z gesli si je namreč skrivni ključ uporabnik zapomnil, zato 
ni potreboval dodatne naprave, pri WebAuthn pa se ključ nahaja na zunanji napravi 
[47]. Zato tudi v primeru vdora v spletno aplikacijo napadalec ne more dobiti skrivnih 
uporabniških podatkov, saj ti niso shranjeni v aplikaciji. Avtentikatorji lahko 
uporabljajo vmesnike USB, NFC ali BLE. Vsebovati morajo tudi način, preko katerega 
uporabnik poda soglasje za prijavo, na primer gumb, ki ga uporabnik pritisne. 
 
Slika 12: Vloge pri protokolu WebAuthn 
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3.1  Delovanje 
3.1.1  Odvisnosti 
Osnova za programski vmesnik Webauth je programski vmesnik Credential 
Management Level 1 (upravljanje poverilnic nivoja 1), ki ga prav tako pripravlja W3C. 
Ta je sicer še delovni osnutek, ki je prva stopnja tehničnega poročila [48]. Credential 
Management standardizira načine, kako sistemi za upravljanje z gesli v uporabniških 
agentih (spletni brskalniki in druge aplikacije) ustvarjajo, shranjujejo, uporabljajo in 
spreminjajo uporabniške in tudi združene poverilnice. S tem lahko preprečuje napake 
in omogoča spletnim aplikacijam dodatne možnosti za upravljanje z uporabniškimi 
poverilnicami. Za to med drugim uporablja vmesnik Credential (slov. poverilnica). 
Razvoj tega standarda je nekoliko zastal, saj ima status delovnega osnutka že od leta 
2016, kljub temu pa je prišel dovolj daleč, da se je iz njega izvila nova veja – 
WebAuthn. Ta uporablja nekatere vgrajene metode prvotnega standarda Credential 
Management, ki ga razširja z vmesnikom Public Key Credential (slov. poverilnice 
javnega ključa). 
Poverilnice javnega ključa se v protokolu WebAuthn zanašajo na asimetrične 
šifrirne postopke, pri katerih pošiljatelj in prejemnik uporabljata dva matematično 
povezana, a različna šifrirna ključa – javni in zasebni ključ [37]. Namen zasebnega 
ključa je dešifriranje sporočil, ki so šifrirana s pripadajočim javnim ključem. Ko želi 
pošiljatelj prejemniku poslati sporočilo, od slednjega najprej pridobi javni ključ, z njim 
šifrira sporočilo in ga pošlje prejemniku. Ta sprejeto sporočilo dešifrira s svojim 
zasebnim ključem. Ker svoj zasebni ključ pozna le prejemnik in ker je le z njim možno 
pridobiti čistopis, za napadalca morebitno prestreženo sporočilo ni uporabno. 
Postopek WebAuthn pa zahteva tudi, da je mogoče potrditi izvor sporočila 
oziroma njegovega pošiljatelja. Asimetrično šifriranje omogoča, da se pri 
podpisovanju dokumentov vlogi javnega in zasebnega ključa zamenjata. Za 
podpisovanje dokumenta pošiljatelj izračuna njegov prstni odtis (imenovan tudi 
izvleček) in ga šifrira s svojim zasebnim ključem. Šifrirani prstni odtis v predpisani 
obliki doda v dokument kot podpis. Na drugi strani prejemnik izračuna prstni odtis 
čistopisa, ki ga je prejel od pošiljatelja in s pošiljateljevim javnim ključem dešifrira 
priložen podpis. Če se izračunani prstni odtis čistopisa ujema s tistim, ki ga je 
prejemnik pridobil z dešifriranjem podpisa, je podpis pristen [37]. 
Poleg kriptografije javnih ključev se WebAuthn zanaša tudi na kriptografski 
mehanizem izziv-odgovor (angl. challenge-response). Ta mehanizem sicer obsega 
družino protokolov, ki se lahko med seboj razlikujejo po uporabljenih zgoščevalnih 
funkcijah in obliki sporočil, vendar pa imajo enak osnoven princip delovanja. Ena 
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entiteta drugi pošlje izziv, druga pa mora za uspešno overitev vrniti pravilni odgovor. 
Primer postopka je sledeč [37]: 
(1) Odjemalec strežniku pošlje zahtevo za prijavo, ki vsebuje tudi njegovo 
identiteto. 
(2) Strežnik odjemalcu pošlje izziv, ki je naključni niz znakov. 
(3) Odjemalec izvede določeno računsko operacijo nad izzivom in dodatnim 
identifikacijskim parametrom, na primer geslom. Ta odgovor pošlje 
strežniku. 
(4) Strežnik izvede isto računsko operacijo nad istimi parametri, saj ima isti 
dodatni identifikacijski parameter shranjen tudi sam. Svoj rezultat primerja 
z dobljenim odgovorom. Če sta enaka, je bilo geslo pravilno. 
 
Izziv je navadno dolg niz znakov in mora biti vsakič drugačen, saj s tem 
preprečuje, da bi napadalec, ki je prestregel sporočilo, to uporabil za prijavo. Ker sta 
izziv in odgovor torej vedno drugačna, prestreženo sporočilo ni uporabno.  
3.1.2  Registracija in prijava 
WebAuthn predvideva dva splošna scenarija uporabe – registracijo in overjanje. 
Oba postopka za delovanje zahtevata uporabo varnega konteksta (angl. secure 
context), kar pomeni, da mora biti odvisna stran povezana preko protokola HTTPS ali 
pa delovati kot lokalni gostitelj (angl. localhost). Oba postopka uporabljata 
mehanizem izziva in odgovora, ki je bil definiran v podpoglavju 3.1.1. Izziv je pri 
WebAuthn zelo veliko število (z naborom vrednosti večjim od 100 zlogov (angl. 
bytes)) in je kodirano po shemi base64url.  
Postopek registracije se lahko izvede ob ustvarjanju novega uporabniškega 
računa ali ob dodajanju nove overitvene možnosti  k obstoječemu računu. WebAuthn 
sicer ne določa protokola in oblike zahteve, ki sproži postopek registracije ali 
overjanja. Nato se odvijejo naslednji koraki (slika 13 prikazuje vrstni red): 
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Slika 13: Registracija pri WebAuthn 
(1) Uporabnik zahteva postopek registracije na spletni aplikaciji. 
(2) Strežnik pošlje izziv, podatke o uporabniku in podatke o odvisni strani. 
Podatki o odvisni strani vsebujejo njen identifikator (RD ID). Ta identifikator je 
navadno v obliki imena vrhnje domene, na primer example.com. Pred nadaljevanjem 
uporabniški agent preveri, ali se RP ID in izvor zahteve ujemata. Če je dani RP ID na 
primer example.com, bo klic vmesnika omogočen za zahteve, ki izvirajo iz domene 
example.com ali poddomen, na primer shop.example.com. Če pa je RP ID na primer 
login.example.com, zahtev iz example.com ali shop.example.com ne bo mogoče 
izvesti. Te omejitve onemogočajo napad z ribarjenjem. 
Protokol za komunikacijo s strežnikom v standardu WebAuthn ni določen, mora 
pa biti varen. 
(3) Uporabniški agent ustvari objekt s posredovanimi podatki. Brskalnik po 
preverjanju ustreznosti izvora zahteve doda morebitne manjkajoče privzete vrednosti. 
Posredovani izziv in izvor zahteve zapiše v JSON objekt. Nato z zgoščevalno funkcijo 
SHA-256 izračuna prstni odtis oziroma izvleček tega objekta in ga skupaj z 
uporabniškimi podatki in identifikatorjem odvisne strani posreduje avtentikatorju. Klic 
metode za posredovanje vrne objekt tipa Promise (obljuba). To je objekt, ki predstavlja 
bodočo zaključitev (ali neuspeh) asinhrone operacije in njen rezultat. V tem primeru 
bo ob uspešni izvedbi njen rezultat objekt s poverilnicami javnega ključa. 
(4) Avtentikator pridobi uporabnikovo privolitev in ustvari nove 
poverilnice. Avtentikator pozove uporabnika, da potrdi svojo prisotnost in poda 
soglasje za izvedbo registracije. To je varnostni mehanizem, ki preprečuje, da bi 
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zlonamerne spletne aplikacije samodejno izvajale overjanje in registracijo kot skriti 
proces v ozadju. Gesta za potrjevanje prisotnosti je lahko le pritisk na gumb, nekateri 
avtentikatorji pa podpirajo tudi različne metode, kjer uporabnik potrdi tudi svojo 
identiteto (angl. user verification) in na ta način vpeljejo še dodaten varnostni element. 
Takšne metode so lahko biometrični senzorji ali možnost vnosa PIN kode. Tipično ima 
uporabnik na voljo 15 do 120 sekund, da poda soglasje, v nasprotnem primeru pa se 
postopek prekine z napako. 
Po pridobitvi soglasja avtentikator ustvari nov par poverilnic (javni in zasebni 
ključ) za dotično odvisno stran. Zasebni ključ shrani za kasnejšo rabo, javni pa postane 
del atesta (angl. attestation object). Ta atest avtentikator podpiše s tovarniško 
zapisanim zasebnim ključem (angl. private attestation key), ki ima verigo certifikatov, 
ki ji je mogoče slediti do zaupanja vrednega izvora. 
(5) Avtentikator pošlje atest odjemalcu. Podpisan objekt atesta vsebuje prej 
posredovani prstni odtis JSON objekta s podatki s strežnika, identifikator odvisne 
strani, identifikator novih poverilnic, javni ključ novih poverilnic, podpis atesta in 
avtentikatorjev tovarniško zapisan javni ključ, s katerim je mogoče preveriti podatke 
o avtentikatorju. Identifikator poverilnic je v obliki dolgega niza naključnih znakov, 
uporabi pa se ga pri postopku prijave, saj preko njega odvisna stran sporoči 
avtentikatorju, za katere poverilnice potrebuje overitev. Našteti podatki so glavni za 
izvedbo postopka, vendar pa lahko poleg njih objekt atesta vključuje tudi druge 
podatke. 
(6) Odjemalec posreduje končne podatke strežniku odvisne strani. Poleg 
objekta atesta, ki ga posreduje avtentikator, se na odvisno stran pošljejo tudi 
uporabniški podatki, ki so bili v 3. koraku zapisani v JSON objekt. 
(7) Strežnik preveri odgovor. Strežnik izvede vrsto preveritev, ki zagotavljajo, 
da je bila registracija zaključena in da vanjo ni nihče posegal. Te vključujejo: 
• preveritev, da je izvor zahteve enak trenutni domeni, kar zagotovi, da se 
vmes ni zgodila zlonamerna preusmeritev na drugo stran. Ker izvor zahteve 
ni bil vnaprej posredovan ampak pridobljen s strani odjemalca, ga ni mogoče 
ponarediti. 
• preveritev, da je izziv enak, kot je bil poslan. To preprečuje napade s 
ponovitvijo. Ker je izziv podpisan s strani avtentikatorja, ga prav tako ni 
mogoče ponarediti. 
• preveritev, da je avtentikator vreden zaupanja na osnovi posredovanega 
avtentikatorjevega tovarniškega javnega ključa, s katerim lahko preverimo 
proizvajalca naprave in njegov certifikat. 
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• z avtentikatorjevim tovarniškim javnim ključem se preveri podpis objekta 
atesta, ki je bil podpisan s tovarniškim zasebnim ključem. Če ta preveritev 
spodleti, je razlog lahko v tem, da se je nekdo vmešal v povezavo. 
 
Če se vse preveritve pravilno izidejo, strežnik shrani identifikator poverilnic in 
nov javni ključ, da ju bo lahko uporabil pri overjanju dotičnega uporabniškega računa. 
S tem je postopek registracije zaključen. 
Omeniti velja, da preverjanje avtentikatorjevega certifikata za atest ni obvezno. 
Razlog za to je, da bo za večino aplikacij dovolj že boljši in varnejši način overjanja, 
ki ga ponuja WebAuthn. V primerih, ko avtentikator ne vsebuje ključa za atest, izvede 
atest z zasebnim ključem dotične poverilnice. Tako je postopek še vedno veljaven, 
vendar pa odvisna stran ne more izvedeti ničesar o varnostnih lastnostih avtentikatorja. 
Kjer pa varnostna politika zahteva, da te lastnosti poznamo, lahko odvisna stran 
eksplicitno zahteva, da avtentikator uporabi atest, za katerega je možno pridobiti 
certifikat zaupanja. Za ta namen mora odvisna stran vzdrževati podatkovno zbirko 
zaupanja vrednih avtentikatorskih certifikatov. To lahko povzroči, da novejše naprave, 
ki šele vstopajo na trg, pri registraciji ne bodo sprejete. Določanje, katerim napravam 
bo aplikacija zaupala, je stvar varnostne politike, standard WebAuthn pa omogoča, da 
imajo organizacije možnost izbire. 
Tok dogodkov pri overjanju s protokolom WebAuthn je podoben kot pri 
registraciji, ki je seveda predpogoj za overjanje. Bralec naj bo pozoren na majhne 
razlike v načinu ali podatkih, ki se prenašajo, sicer pa za postopek overjanja prav tako 
velja potek iz slike 13: 
(1) Uporabnik zahteva prijavo v spletno aplikacijo 
(2) Strežnik pošlje izziv, podatke o odvisni strani in identifikator poverilnic. 
Ko uporabnik v aplikaciji poda zahtevo za overjanje, se sproži podoben postopek kot 
pri registraciji. Strežnik odvisne strani odjemalcu pošlje izziv in RP ID, polega tega pa 
posreduje še identifikator poverilnic, ki jih potrebuje glede na uporabniško ime, s 
katerim se uporabnik želi prijaviti. 
(3) Uporabniški agent ustvari objekt s posredovanimi podatki. Kot pri 
registraciji brskalnik po preverjanju ustreznosti izvora zahteve doda morebitne 
manjkajoče privzete vrednosti in iz podatkov ustvari objekt. Nato z zgoščevalno 
funkcijo izračuna prstni odtis tega objekta in ga skupaj z identifikatorjem poverilnic in 
identifikatorjem odvisne strani posreduje avtentikatorju.  
(4) Avtentikator podpiše podatke z zasebnim ključem ustreznih poverilnic. 
Avtentikator poišče zasebni ključ za poverilnice, katerih identifikator mu je bil 
posredovan. Preveri tudi, da so bile najdene poverilnice, ustvarjene za RP ID, ki mu je 
30 3  Standard WebAuthn 
 
bil posredovan. S tem prepreči, da bi aplikacije uporabljale poverilnice tujih aplikacij 
tudi če bi poznale identifikatorje poverilnic in javne ključe. Nato z zasebnim ključem 
ustreznih poverilnic podpiše identifikator odvisne strani in posredovan prstni odtis 
objekta, ki je vseboval izziv in izvor. Tudi tokrat je za izvedbo postopka potrebno 
soglasje uporabnika, ki ga slednji poda z izvedbo geste za potrjevanje prisotnosti ali 
identitete. S podpisovanjem podatkov avtentikator ustvari novo overitveno trditev 
(angl. assertion). Pri registraciji je z atestom pričal o svojem izvoru in legitimnosti, pri 
overjanju pa z overitveno trditvijo potrdi, da ima ustrezni zasebni ključ in da je bila 
zahteva za overjanje veljavna in odobrena. 
(5) Avtentikator vrne podatke odjemalcu. Avtentikator brskalniku pošlje 
podpisano trditev in identifikator poverilnic odvisne strani, ki ju je prej prejel. 
(6) Odjemalec ustvari končne podatke in jih pošlje na strežnik odvisne 
strani. Poleg overitvene trditve, ki jo posreduje avtentikator, so na odvisno stran 
poslani tudi uporabniški podatki, ki so bili v 3. koraku zapisani v JSON objekt. Ta 
korak je enak kot pri registraciji, le da je namesto overitvene trditve tam posredovan 
objekt atesta. 
(7) Strežnik potrdi odgovor in dokonča overjanje. Po prejetju rezultata 
zahteve za overjanje kot pri registraciji strežnik: 
• preveri ujemanje poslanega in dobljenega podpisanega izziva; 
• preveri, da je izvor enak trenutni domeni; 
• preveri ujemanje identifikatorja poverilnic; 
• z uporabo shranjenega javnega ključa poverilnic preveri podpis overitvene 
trditve. Podpis zagotavlja, da odgovora ni mogoče ponarediti. 
Po uspešnem postopku bo aplikacija uporabniku nakazala, da je prijavljen. 
3.2  Druge lastnosti 
Postopek, opisan v prejšnjem podpoglavju, je bil nekoliko poenostavljen za lažje 
razumevanje, zato je omejen le na ključne točke in prenesene podatke. V specifikaciji 
standarda so posamezni koraki in pogoji za njihovo izvedbo opisani povsem natančno 
[49], v tem poglavju pa so predstavljene še druge lastnosti in zanimivi principi tega 
standarda. 
Omenimo lahko, da so avtentikatorji lahko tudi vgrajeni v operacijski sistem, kot 
je to na primer pri storitvi Windows Hello [50], ki omogoča overjanje na podlagi 
prstnega odtisa ali posnetka obraza. Storitev Windows Hello je bila v osnovi razvita 
za prijavo v operacijski sistem Windows, v času pisanja tega dokumenta pa poteka 
intenziven razvoj za združljivost s standardom WebAuthn. Z uveljavljanjem standarda 
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bo razvitih čedalje več tipov avtentikatorjev in načinov njihove uporabe, ki bodo 
morda temeljili na povsem novih principih delovanja. 
Ena od varnostnih funkcij protokola je tudi ta, da se postopek prekine, če okno 
brskalnika, kjer se uporabnik želi prijaviti, med postopkom izgubi fokus. Če bi torej 
uporabnik po zahtevi za overjanje minimiziral brskalnik ali odprl kakšen drug 
program, se registracija ali overjanje ne bi izvedla. 
Standard preko rezidenčnih ključev (angl. resident keys) omogoča tudi prijavo 
brez uporabniškega imena (angl. usernameless, username-less). Za takšen način 
overjanja je poglavitno, da avtentikator omogoča potrjevanje uporabniške identitete, 
na primer z biometrijo, in visoko stopnjo zaupanja avtentikatorja, ki je zagotovljena 
preko certifikatne verige. Če pri registraciji aplikacija zahteva uporabo mehanizma 
rezidenčnih ključev, se na avtentikator shrani tudi uporabniški identifikator (angl. user 
handle), ki ga določi odvisna stran (identifikator poverilnic, ki se na avtentikator shrani 
v vsakem primeru, pa določi avtentikator). Njegova funkcija je enaka kot pri 
uporabniškem imenu, vendar ta identifikator ni nujno prikazan človeku prijazno (angl. 
not human readable). 
Postopek prijave je podoben kot pri opisu v 3.1.2, le da uporabnik namesto 
vpisovanja uporabniškega imena po kliku na gumb za prijavo svojo identiteto izbere 
iz seznama identitet, ki jih za določeno odvisno stran shranjuje avtentikator. 
WebAuthn je eden od dveh sestavnih delov projekta FIDO2 [51], ki ga pripravlja 
združenje FIDO. Cilj projekta je uporaba splošno razširjenih naprav za enostavno 
overjanje, tako v mobilnem kot stacionarnem okolju. To pomeni, da bi uporabnik za 
prijavo v spletno aplikacijo vnesel le svoje uporabniško ime, na primer na svojem 
prenosnem računalniku, overitev pa bi lahko izvedel na primer s skeniranjem prstnega 
odtisa na svojem pametnem telefonu. V času pisanja tega dokumenta rešitve, ki bi 
omogočale tak potek prijave, sicer še niso bile izvedene oziroma objavljene, lahko pa 
jih pričakujemo v prihodnosti, ko bo standard splošno sprejet in bodo celostne rešitve 
še bolj privlačne za razvoj.  
FIDO2 in posledično tudi WebAuthn se sicer ne omejujeta na spletne aplikacije, 
ampak sta lahko uporabljena tudi za prijavo v operacijski sistem. Drugi del projekta 
FIDO2 je protokol CTAP (Client-to-Authenticator Protocol, protokol odjemalec-
overovatelj), ki ga prispeva združenje FIDO (standardizacijo WebAuthn vodi W3C). 
Ta protokol skrbi za komunikacijo med odvisno stranjo in avtentikatorjem, ki je lahko 
zunanji ali vgrajen v napravo [52].
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V okviru praktičnega dela diplomske naloge sem izdelal spletno aplikacijo, ki 
omogoča pet različnih načinov overjanja, ki so bili obravnavani v tem diplomskem 
delu (slika 14). To so klasična prijava z uporabniškim imenom in geslom, enotna 
spletna prijava (kjer sem kot zunanjega ponudnika identitete izbral družbeno omrežje 
Facebook), dvofaktorsko overjanje, prijava z e-poštnim naslovom brez uporabe gesla 
in overjanje s standardom WebAuthn.  
 
Slika 14: Domača stran spletne aplikacije 
4.1  Uporabljene tehnologije in orodja 
Kriterija za izbiro tehnologij in orodij za izvedbo praktičnega dela sta bila 
predhodno poznavanje posamezne tehnologije ali orodja in enostavnosti povezovanja 
vseh izbranih modulov v skupno aplikacijo. Pomembni sta bili tudi kvaliteta 
dokumentacije in dostopnost pomoči skupnosti razvijalcev. 
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4.1.1  Node.js in ExpressJS 
Node.js je odprtokodni izvajalnik JavaScript kode, ki omogoča vzpostavitev 
spletnega strežnika v jeziku JavaScript. Ima dogodkovno vodeno arhitekturo, ki 
podpira asinhrone vhodno-izhodne (V/I) operacije. Ker tudi večina prvih izvedb 
standarda WebAuthn temelji na JavaScriptu in Node.js, se je slednji zdel primerna 
izbira.  
Poleg modulov za razširitev funkcionalnosti so za Node.js na voljo tudi razna 
ogrodja. Eden najbolj znanih je ExpressJS, ki olajša vzpostavljanje strežnika Node.js. 
ExpressJS temelji na arhitekturi MVC (Model-View-Controller, model-pogled-
krmilnik), katere glavno načelo je ločitev podatkov (modela), njihove predstavitve 
(pogleda) in aplikacijske logike (krmilnika). Takšna delitev omogoča fleksibilne 
povezave med komponentami, kar olajša vzdrževanje, ponovno uporabo kode in 
omogoča hitro prototipiranje. 
4.1.2  MongoDB 
Za podatkovno zbirko v aplikaciji sem uporabil MongoDB. Gre za odprtokodno 
dokumentno usmerjeno podatkovno zbirko iz družine NoSQL zbirk. Oblika 
dokumentov v podatkovni zbirki MongoDB je podobna JSON objektom, znotraj 
posamezne podatkovne zbirke (angl. database) pa lahko definiramo več zbirk 
dokumentov (angl. collections). Za lažje modeliranje podatkov z definiranjem 
različnih shem (angl. schemas) sem znotraj MongoDB uporabil tudi brezplačno 
knjižnico Mongoose.  
4.1.3  PassportJS 
Knjižnica PassportJS je vmesni sloj (angl. middleware) za lažje overjanje v 
okolju Node.js. Lahko jo vključimo v vsako aplikacijo, ki temelji na ogrodju Express 
in je zelo fleksibilna in modularna. Za overjanje uporablja strategije (angl. strategies), 
vnaprej definirane mehanizme, ki so prilagojeni za specifičen tip overjanja, ki ga 
aplikacija želi uporabljati. Na voljo je več kot 300 strategij, med drugim strategije za 
enotno spletno prijavo z družbenimi omrežji, OpenID Connect, uporabniško ime in 
geslo, shranjeno v lokalni zbirki, in še mnoge druge. Res pa je, da je standard 
WebAuthn za PassportJS še nekoliko prenov, zato zanj strategija še ne obstaja. V 
nadaljevanju dokumenta bom PassportJS nazival tudi le Passport. 
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4.1.4  Seje in piškotki 
Aplikacija uporablja seje in piškotke za beleženje trenutno prijavljenega 
uporabnika. Piškotki so podatki o uporabniku, ki jih brskalnik dobi od spletne strani 
in shrani na lokalni napravi. Običajno so to podatki o obiskanih spletnih straneh in 
uporabnikovi komunikaciji z njimi [53]. Na podlagi vsebine piškotka določamo, ali 
ima trenutni uporabnik dostop do zaščitenih strani. To je sicer domena avtorizacijske 
politike, ki ni tema tega diplomskega dela, vendar pa je ta osnovna funkcionalnost tako 
tesno povezana z overjanjem uporabnika, da se moramo do določene mere posvetiti 
tudi temu. 
4.1.5  YubiKey 4 U2F avtentikator 
Kot avtentikator za izvedbo protokola WebAuthn sem uporabil YubiKey 4 s 
strojnim vmesnikom USB, ki je bil prikazan tudi na sliki 9. Naprava podpira standard 
U2F in zato posredno tudi WebAuthn. Naprava omogoča različne konfiguracije, ki jih 
lahko aktiviramo z normalnim pritiskom ali pa daljšim držanjem gumba (3-5 sekund). 
Te konfiguracije omogočajo tvorjenje začasnih gesel z uporabo različnih algoritmov. 
V primeru moje aplikacije dodatne konfiguracije niso pomembne, saj sem YubiKey 
uporabil le pri WebAuthn. 
4.1.6  Facebook Login 
Za demonstracijo enotne spletne prijave sem uporabil Facebookovo združeno 
identiteto. Facebook je med najbolj priljubljenimi ponudniki identitete med 
družbenimi omrežji, postopek registracije za uporabo zunanje identitete pa je podoben 
tudi pri ostalih popularnih ponudnikih. 
Orodje za prijavo Facebook Login uporablja standard Facebook Connect, ki 
deluje na podoben način kot OpenID Connect in prav tako predstavlja overitveni sloj 
nad protokolom OAuth. Razlika med njima je ta, da, čeprav je storitev brezplačna, 
standard Facebook Connect ni odprt, zato je ponudnik identitete lahko le podjetje 
Facebook. Upoštevati je potrebno tudi, da lahko Facebook blokira svoje storitve za 
nekatere aplikacije in da je v nekaterih delih sveta to družbeno omrežje cenzurirano. 
Za namene moje aplikacije ti pomisleki niso ovira. 
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4.2  Struktura spletne aplikacije 
Struktura je na sliki 15 prikazana v obliki hierarhije datotečnega sistema. Mapa, 
ki vsebuje module za Node.js (node_modules), ima sicer še veliko podmap, ki na tej 
sliki zaradi boljše preglednosti niso prikazane. 
 
Slika 15: Struktura spletne aplikacije 
V mapi app_server se nahajajo strežniške datoteke, razvrščene po elementih 
arhitekture MVC. V podmapi models se nahaja datoteka, ki skrbi za povezavo s 
podatkovno zbirko MongoDB. Poleg nje je v mapi tudi datoteka, ki opredeljuje 
podatkovni model uporabnika. Ta vsebuje polje za e-naslov, katerega vrednost mora 
biti unikatna med vsemi shranjenimi dokumenti. Poleg elektronskega naslova shema 
vsebuje tudi polja za ime, priimek, naključno vrednost (sol), soljeno zgoščeno vrednost 
gesla in logično spremenljivko, ki označuje, ali ima uporabnik registriran avtentikator 
za WebAuthn. Vključuje tudi objekte »facebook«, »ključ« in »avtentikatorji«. Logična 
spremenljivka in omenjeni objekti bodo podrobneje predstavljeni v ustreznih 
podpoglavjih.  
V podmapi routes (poti) so definirane poti, ki jih aplikacija uporablja za prikaz 
ustreznih spletnih strani (angl. webpages) in obdelavo podatkov, ki jih uporabnik 
pošlje preko obrazcev. Za vsako pot je definirano, kaj se zgodi, ko je na določen 
relativni URL naslov poslan zahtevek z uporabo določene HTTP metode. V aplikaciji 
sta uporabljeni samo metodi get in post. Slika 16 prikazuje primer definicije poti za 
domačo stran, ki se nahaja na korenski lokaciji (angl. root), ki je označena s simbolom 
/. V tem postopku je izvedeno dejanje enostavno, saj mora strežnik le prikazati začetno 
stran brez obdelave podatkov. 
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router.get('/', function(req, res){ 
    res.render('index', {title: 'Spletno overjanje'}); 
}); 
Slika 16: Krmilnik  za domačo stran 
V mapi se nahajajo datoteke routes.js, ki definira večino poti za aplikacijo, 
webauthn.js, ki definira poti za uporabo standarda WebAuthn, in datoteka s 
pomožnimi funkcijami za dvofaktorsko overjanje. Poleg definicij poti so v teh 
datotekah definirani tudi njihovi krmilniki (slika 16). 
V podmapi views so shranjeni pogledi – spletne strani, ki jih lahko strežnik 
prikaže. Zanje uporabljam predloge v jeziku pug, ki se v HTML prevede v brskalniku 
preden se stran prikaže. Ena glavnih prednosti jezika pug je v tem, da potrebuje manj 
programske kode, saj ne uporablja zaključnih značk, ampak elemente zaključi glede 




h1.display-4 Zavrnjen dostop! 
br 
br 







<h1 class="display-4">Zavrnjen dostop!</h1> 
<br> 
<br> 
<p class="lead">Do te strani nimate dostopa.</p> 
<br> 
<br> 
<button class="btn btn-primary" id="GoHome">Domov</button> 
 
Slika 17: Pug in HTML 
V mapi bin se nahaja le datoteka, ki izvajalniku kode Node.js pove, kako zgraditi 
strežnik in pognati aplikacijo. V mapi certs se nahajajo certifikati, ki jih potrebujemo, 
da lahko stran uporablja protokol HTTPS. V primeru te aplikacije sem certifikate 
podpisal kar sam in ne preko certifikatne agencije. Zato bi morebitni zunanji 
obiskovalci strani dobili obvestilo, da stran ni vredna zaupanja, čeprav uporablja varne 
protokole. 
Mapa config vsebuje konfiguracijsko datoteko za overitveno knjižnico 
PassportJS in pomožne funkcije za WebAuthn. V mapi public pa so datoteke 
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odjemalskega dela aplikacije. To so slike, prekrivni slogi za oblikovanje (angl. 
cascading style sheets, CSS) in JavaScript funkcije, ki se izvajajo na odjemalskem 
delu. Te funkcije služijo za pravilen prikaz in skrivanje komponent v aplikaciji, 
obveščanje uporabnika, preverjanje vnosov v obrazcih in podobno. 
V korenskem direktoriju se poleg omenjih map nahaja tudi glavna datoteka 
spletne aplikacije, app.js. Ta datoteka poskrbi za zagon aplikacije in povezuje vse 
njene komponente. Ti obsegajo podatkovne modele, konfiguracijske datoteke, izvorno 
kodo uporabljenih Node.js modulov, definirane poti in podobno. V app.js je 
definiranana tudi seja in vmesni sloji, ki jih razni moduli zahtevajo za pravilno 
delovanje. 
Poleg app.js je v korenski mapi tudi datoteka package.json. Ta poleg 
metapodatkov o aplikaciji, kot so naslov, avtor, opis, licenca in ključne besede, vsebuje 
tudi seznam vse uporabljenih Node.js modulov in njihovih različic. To je uporabno za 
hitro nameščanje aplikacije na novi napravi, kjer z ukazom »npm install« v ukazni 
vrstici namestimo vse potrebne module. 
V korenskem direktoriju je tudi datoteka .env, v kateri so zapisane okoljske 
spremenjlivke, ki jih ne želimo deliti z ostalimi, na primer preko oddaljenih 
repozitorijev. Primer takšne spremenljivke je na primer OAuth identifikator ali geslo 
e-poštnega naslova, s katerega uporabnikom pošiljamo sporočila. 
4.3  Uporabniško ime in geslo 
Prvi način overjanja v spletni aplikaciji je klasično overjanje z uporabniškim 
imenom in geslom. Preko celotne aplikacije so za uporabniška imena uporabljeni e-
naslovi, kar je pogosta praksa tudi v pravih aplikacijah. Za registracijo mora uporabnik 
vnesti svoje ime, priimek, e-naslov in izbrano geslo, ki ga mora v dodatnem polju 
potrditi. Obrazec za registracijo je prikazan na sliki 18. 
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Slika 18: Registracija pri overjanju z geslom 
Aplikacija pred pošiljanjem podatkov preveri pravilnost vnosov in ob napaki 
uporabnika na to opozori. Po uspešni registraciji aplikacija v zbirko shrani zapis, kot 
ga prikazuje slika 19. 
 
{                                                                                                                                                  
    "_id" : ObjectId("5b708899778fe903e8d1c8c3"),                                                                            
    "authenticators" : [ ],                                                                                                  
    "name" : "Testni",                                                                                                         
    "surname" : "Uporabnik",                                                                                                 
    "email" : "test@example.com",                                                                                                       
    "randomValue" : "71dc2fa95996d53cd8151f61b93f0e62",                                                                      
    "hashValue" :"d9aa347c910cbf356d21a3d27620aea7d2z29k2n33eqw88vz…",                                                                                                
    "__v" : 0                                                                                                       
} 
Slika 19: Zapis v podatkovni zbirki 
Polje hashValue je zgoščena vrednost gesla, randomValue pa označuje sol, ki je 
bila uporabljena pri tvorjenju te zgoščene vrednosti. Zgoščeno vrednost pridobimo z 
izvedbo zgoščevalne funkcije SHA-512 nad geslom, ki je bilo vneseno v spletni 
obrazec. Enolični identifikator zapisa v zbirki »_id« MongoDB ustvari in shrani 
samodejno.  
Za overjanje uporabnika sem uporabil strategijo knjižnice Passport za lokalno 
shranjeno uporabniško ime in geslo (slika 20). Zanjo moramo namestiti Node.js 
modula Passport in Passport-local. Knjižnica Passport ima vgrajene metode, ki 
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poenostavijo overjanje uporabnika in kasneje tudi preverjanje identitete uporabnika pri 
poskusu dostopa do zaščitenih virov. 
 
router.post('/gesloPrijava', passport.authenticate('local',    
    {successRedirect: '/skrivnost', failureRedirect: '/',  
    failureFlash: true})); 
 
Slika 20: Določitev poti za overjanje z lokalno strategijo 
Omenjeno strategijo sem definiral v konfiguracijski datoteki za knjižnico 
Passport. Knjižnica ponudi ogrodje asinhrone metode za overjanje uporabnika, ki ima 
že nastavljene parametre in povratni klic (angl. callback), ki se izvede po overjanju in 
v katerem lahko razvijalec opredeli dejanja, ki naj se takrat izvedejo. Znotraj te 
asinhrone metode se preverijo zapisi v podatkovni zbirki in definirajo scenariji za 
različne primere, na primer ob uspešnem ali neuspešnem overjanju zaradi 
neobstoječega uporabnika ali vnosa napačnega gesla. Ob uspešni prijavi zapiše 
Passport uporabnikov identifikator v sejni piškotek. Prijavljeni uporabnik ima tako 
dostop do skrivne strani (zaščitenih virov), ki je prikazana na sliki 21. 
Ob pritisku na gumb »odjava« je uporabnik preusmerjen na domačo stran, iz 
piškotka pa je odstranjen podatek o uporabniku. Če bi v spletno stran tedaj, ko 
uporabnik ni prijavljen, vnesli URL naslov skrivne strani, bi bil dostop zavrnjen. 
 
Slika 21: Simbolična skrivna stran 
4.4  Facebook prijava 41 
 
4.4  Facebook prijava 
Za izvedbo Facebook prijave se moramo pri Facebooku registrirati kot 
razvijalec, s čimer dobimo dostop do Facebookovih orodij za razvijalce (angl. 
developer tools). Na portalu za razvijalce sem izbral želeno orodje – Facebook Login 
– kot platformo aplikacije pa sem izbral spletno stran.  
Pri ustvarjanju spletne aplikacije na Facebooku moramo podati ime aplikacije in 
naše kontaktne podatke, opredeliti pa je treba tudi URL naslov in domene aplikacije 
(angl. application domains). Te domene določajo, na katere spletne strani bo dotična 
Facebook aplikacija pošiljala podatke. Ti podatki so podani v obliki visokonivojskih 
imen domen, na primer example.com, v mojem primeru pa sem uporabil localhost. 
Skladno z zakoni o varovanju podatkov moramo vnesti tudi URL naslov varnostne 
politike. 
Z ustvarjanjem nove aplikacije pridobimo javni identifikator in zasebno 
skrivnost aplikacije, ki ju moramo vključiti v izvorno kodo strežniškega dela spletne 
strani. Ta dva podatka aplikaciji dovolita dostop do Facebookove združene identitete. 
Nadzorno ploščo portala za razvijalce prikazuje slika 22. 
 
Slika 22: Nadzorna plošča Facebookovega portala za razvijalce 
Za ta način overjanja sem ponovno uporabil knjižnico Passport, tokrat s 
strategijo Facebook. V strategiji moramo poleg identifikatorja in skrivnosti aplikacije 
definirati še naslov za povratni klic (angl. callback URL) in polja uporabniške 
identitete (angl. profile fields), ki jih želimo pridobiti. Na naslov za povratni klic bodo 
uporabniki preusmerjeni po uspešni prijavi, določen pa mora biti kot polna domena 
aplikacije, ki ji pripnemo pot /auth/facebook/callback. Izvorna kode strategije je 
prikazana na sliki 23. 
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passport.use(new FacebookStrategy({  // Facebook strategija za Passport. 
  // Parametri za klic. 
    clientID: process.env.FACEBOOK_CLIENT_ID, 
    clientSecret: process.env.FACEBOOK_CLIENT_SECRET, 
    callbackURL: process.env.FACEBOOK_CALLBACK_URL, 
    profileFields: ['id', 'emails', 'name', 'displayName'] 
  }, 
  function(accessToken, refreshToken, profile, done) { 
  /* Žeton za dostop (accessToken) nam po overitvi posreduje Facebook, 
   * osvežitvenega žetona (refreshToken) ne uporabljamo. Profil 
   * vsebuje Facebookove podatke o uporabniku. Paramater 'done' 
   * je povratni klic te asinhrone metode, ki se izvede po končanem 
   * postopku. Njegova parametra sta napaka (error) in najdeni uporabnik. 
  */ 
    process.nextTick(function(){ 
      User.findOne({'facebook.id': profile.id}, function(err, user) { 
        // iskanje uporabnika po lokalni podatkovni zbirki glede na 
        // Facebookov identifikator uporabnika 
        if(err) return done(err); // napaka pri iskanju 
        if(user) { 
          // uporabnik najden v zbirki. Ta objekt vrnemo v povratnemu 
klicu. 
          return done(null, user); 
        } 
        else{ // V lokalni zbirki uporabnik ni bil najden, zato ga 
ustvarimo. 
          let newUser = new User(); 
          newUser.email = "null-" + profile.id; 
          newUser.facebook.id = profile.id; 
          newUser.facebook.name = profile.name.givenName; 
          newUser.facebook.familyName = profile.name.familyName; 
          newUser.facebook.email = profile.emails[0].value; 
          newUser.facebook.token = accessToken; 
 
          newUser.save(function(err) { 
            if(err) throw err; 
            return done(null, newUser); // nov uporabniški objekt 
posredujemo 
            // povratnemu klicu 
          }); 
        } 
      }); 
    }); 
  } 
)); 
Slika 23: Facebook strategija za Passport 
Pri prijavi s Facebookom ni vnosnih polj, le gumb za prijavo, kot je razvidno iz 
slike 24. 
 
Slika 24: Uporabniški vmesnik za prijavo s Facebook računom 
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Po kliku na gumb se vzpostavi povezava s Facebookom, kot to prikazuje slika 
25a. V tej metodi opredelimo tudi zahtevane uporabniške podatke. 
 
router.get('/auth/facebook', 
  passport.authenticate('facebook', {scope: 'email, 
public_profile'})); a 
router.get('/auth/facebook/callback', 
  passport.authenticate('facebook', { 
    failureRedirect: '/', 
    successRedirect: '/skrivnost'}) 
); 
b 
Slika 25: Vzpostavitev povezave s Facebookom 
Za nadaljevanje mora biti uporabnik prijavljen v svoj Facebook račun. Če ni, 
Facebook samodejno prikaže okno za prijavo. Če se uporabnik v aplikacijo prijavlja 
prvič, ji mora najprej dati dovoljenje za dostop do podatkov (slika 26). Na istem oknu 
aplikacija tudi prikaže, do katerih podatkov želi dostopati. Ta del Facebook izvede 
samodejno in ga ni potrebno opredeliti v odvisni aplikaciji.  
Po kliku gumba za nadaljevanje Facebook preusmeri uporabnika na omenjeni 
naslov za povratni klic. Slika 25b prikazuje, da se nato izvede še ena preusmeritev – 
na skrivno stran. Med tem postopkom aplikacija od Facebooka prejme žeton za dostop 
in vrne identifikator uporabnika, ki se shrani v piškotek. Če o uporabniku še nimamo 
zapisa v zbirki, ga ustvarimo. Podatke shranimo v objekt »facebook«, ki ima polja za 
ime, priimek, e-naslov in žeton za dostop. Ob vpisu v zbirko MongoDB je za dotični 
zapis samodejno ustvarjen tudi identifikator, ki je uporabljen pri zapisu podatkov o 
prijavljenem uporabniku v piškotek. 
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Slika 26: Dodeljevanje dovoljenja za prijavo s Facebookom 
4.5  Dvofaktorsko overjanje 
Za dvofaktorsko overjanje aplikacija za prvi faktor uporablja kombinacijo e-
naslova in gesla, za drugi pa geslo za enkratno uporabo. Pri tem načinu overjanja si 
prav tako pomagam s knjižnico Passport, tokrat s strategijo TOTP. Registracija je z 
vidika uporabnika enaka kot pri klasičnem overjanju z geslom v koraku 4.2.2. Ko pa 
se uporabnik želi prvič prijaviti, ga aplikacija vodi skozi postopek registracije drugega 
faktorja, ki je v našem primeru časovno-odvisno geslo za enkratno uporabo. Ob kliku 
na gumb »prijava« se prijavni podatki z metodo post pošljejo drugemu krmilniku kot 
ob klasični prijavi. Tudi pri tem načinu uporabnika najprej overimo z uporabo 
strategije lokalnega uporabniškega imena in gesla, potem pa aplikacija preveri, če v 
podatkovnem modelu za dotičnega uporabnika že obstaja objekt »ključ« (key), ki sem 
ga omenil v podpoglavju o strukturi aplikacije.  
Objekt »ključ« vsebuje dejansko deljeno skrivnost in trajanje veljavnosti gesla, 
ki ga ustvari generator. Izdelana aplikacija uporablja priporočeno vrednost 30 sekund. 
Če objekt »ključ« še ne obstaja, aplikacija ustvari deljeno skrivnost in jo uporabniku 
predstavi v obliki QR kode in znakovnega niza (slika 27a). Deljeno skrivnost 
uporabnik vnese v svoj generator začasnih gesel, bodisi z uporabo kamere ali ročnim 
vnosom, če kamera ni na voljo. Po izvedbi tega postopka je objekt »ključ« shranjen v 
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podatkovni zbirki, generator pa za dotično aplikacijo in uporabniški račun shrani 
deljeno skrivnost, ki jo uporabi za tvorjenje začasnih gesel. 
Če se uporabnik ne prijavlja prvič, aplikacija v zbirki najde obstoječi objekt 
»ključ« in uporabniku prikaže polje za vnos kode, ki jo je ustvaril generator začasnih 
gesel (slika 27b). Vnos te kode predstavlja drugi korak overjanja. Preverjanje 
pravilnosti začasne kode poenostavi knjižnica Passport s strategijo TOTP, ki 
preverjanje izvede z vgrajenimi metodami, kar razvijalcem prihrani veliko dela. Če je 
začasno geslo pravilno, uporabnik dobi dostop do skrivne strani, sicer pa mora 
postopek ponoviti. 
 
Slika 27: Dvofaktorsko overjanje 
4.6  Overjanje brez gesla 
Pri tem načinu overjanja pri registraciji zabeležimo le uporabnikovo ime, 
priimek in e-naslov. Overjanje brez gesla od aplikacije zahteva pošiljanje e-poštnih 
sporočil uporabnikom, za kar potrebuje račun pri ponudniku te storitve. Ker nimam 
svoje domene, sem ustvaril račun pri Microsoftovi prosto dostopni e-poštni storitvi 
Outlook (ki ni neposredno povezana z e-poštnim odjemalcem z enakim imenom). 
Za overjanje brez gesla sem uporabil Node.js modul passwordless, za pošiljanje e-
pošte pa modul emailJS. V aplikaciji definiramo podatke za povezavo s strežnikom za 
e-pošto, kot kaže slika 28. Prave vrednosti e-poštnega naslova in njegovega gesla so v 
skladu z načeli dobre prakse definirane v okoljski spremenljivki (angl. environment 
variable), tj. ločeni konfiguracijski datoteki, do katere dostopamo s process.env. 
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const smtpServer  = email.server.connect({ 
    user:    process.env.OUTLOOK_EMAIL, 
    password: process.env.OUTLOOK_PASSWORD, 
    host:    'smtp-mail.outlook.com', 
    port:   process.env.OUTLOOK_PORT, 
    tls:     true 
}); 
Slika 28: Povezava z e-poštnim strežnikom 
Pri uporabi knjižnice passwordless moramo definirati tudi način dostave žetona 
za dostop (angl. delivery), za kar uporabimo vgrajeno metodo, ki ji podamo podatke 
za povezavo na e-poštni strežnik, določimo zadevo, obliko in vsebino poslanega 
sporočila. Žeton za dostop ustvari modul passwordless, poslan pa bo v obliki URL 
povezave v e-pošti. 
Postopek registracije pri tem načinu overjanja nima posebnosti, v zbirko se 
zapišejo le ime, priimek in e-naslov uporabnika. 
Ob prijavi uporabnik vpiše le svoj e-naslov, ki se s HTTP metodo post pošlje 
metodi za pošiljanje žetonov modula passwordless. Ta najprej preveri, če posredovani 
e-naslov obstaja v zbirki. Nato uporabi prej definirano dostavno metodo in pošlje 
žeton, ki ga je ta ustvarila, na vpisani e-naslov. 
Uporabnik prejme poziv, naj preveri svoj e-poštni predal, kamor je aplikacija 
posredovala sporočilo (slika 29). 
 
Slika 29: E-pošta z žetonom za vstop v aplikacijo 
Ob kliku na povezavo je uporabnik preusmerjen na skrivno stran spletne 
aplikacije, do katere ima sedaj seveda omogočen dostop. Po odjavi iz aplikacije mora 
za ponovno prijavo uporabnik pridobiti nov žeton, saj so ti veljavni le za enkratno 
uporabo. 
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4.7  WebAuthn 
Pri izvedbi overjanja z WebAuthn aktivneje sodeluje tudi odjemalski del 
aplikacije, saj ta kliče metode nad objekti poverilnic, ki jih uporablja programski 
vmesnik WebAuthn. Potek je prikazan na sliki 30. 
 
Slika 30: Potek pri WebAuthn 
Pri registraciji mora uporabnik vnesti le ime, priimek in uporabniško ime, ki je 
tudi tokrat v obliki e-naslova. Ob kliku na gumb za registracijo aplikacija preveri, ali 
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so vneseni vsi podatki. Nato jih z metodo post v obliki JSON objekta pošlje na strežnik 
na naslov /registerWebauthn. Krmilnik za ta naslov v podatkovno zbirko vpiše novega 
uporabnika in na podlagi uporabnikovega imena, priimka in e-naslova ustvari izziv. 
Izziv pošlje odjemalskemu delu aplikacije, ki ga zapiše v piškotek trenutne seje in 
pokliče programski vmesnik WebAuthn. Na tem delu registracije aplikacija pozove 
uporabnika k izvedbi geste za potrditev. Uporabnik poda strinjanje z izvedbo postopka, 
avtentikator pa ustvari nov par javnega in zasebnega ključa, slednjega shrani, podpiše 
posredovane uporabniške podatke in jih vrne aplikaciji na krmilnik /response. Tam se 
dobljeni podatki razčlenijo (angl. parse), zaledni del aplikacije pa preveri, ali se izziv 
ujema s tistim, ki je bil shranjen v piškotek. Primerja se tudi izvor zahteve in v primeru 
neujemanja se postopek prekine z napako. Nato se preveri objekt atesta, ki ga je 
posredoval avtentikator. Ko je atest preverjen, v podatkovni zbirki za dotičnega 
uporabnika posodobimo polje authenticators (avtentikatorji). To polje je seznam 
(angl. array), saj je možno, da ima uporabnik shranjenih več avtentikatorjev za 
posamezni uporabniški račun. V seznam se doda objekt s polji format (fmt), javni ključ, 
števec in identifikator poverilnic (credID), kot to prikazuje slika 31. 
 
"authenticators" : [                                                                                                             
  {                                                                                                                                
    "fmt" : "fido-u2f",                                                                                                      
    "publicKey" : "BB5O1tX30SwCY9SGTz208YFvkNqa-MU7bwRoiF…" ,                                                                                                                                         
    "counter" : 0,                                                                                                           
    "credID" : "Tc17bSQFi6HWW1FqZoXVnze5QXH0wIRXIJ_3AywEQjJMUFbL… "                                                                                                                                
  }                                                                                                               
], 
Slika 31: Seznam avtentikatorjev v podatkovni zbirki 
Sočasno se tudi polju registered, ki označuje, ali uporabnik že ima registrirane 
poverilnice javnega ključa po standardu WebAuthn, priredi pozitivna vrednost (true). 
S tem je postopek registracije zaključen. 
Pri postopku prijave mora uporabnik vpisati le svoj e-naslov (slika 32). 
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Slika 32: Prijava z WebAuthn 
Po kliku na gumb za prijavo aplikacija prav tako preveri, da vnosno polje ni 
prazno in da je vpisana vrednost v obliki e-naslova. Vnesena vrednost se v obliki JSON 
objekta pošlje na strežnik odvisne strani na naslov /loginWebauthn. Krmilnik za ta 
naslov preveri, ali uporabnik obstaja in ustvari seznam allowCredentials, ki vsebuje 
tip poverilnic, njihov identifikator in možne prenosne poti. Ustvari tudi izziv in vse 
skupaj pošlje avtentikatorju, kakor je prikazano na sliki 33. 
 
let generateServerGetAssertion = (authenticators) => { 
    let allowCredentials = []; 
    for(let authr of authenticators) { 
        allowCredentials.push({ 
              type: 'public-key', 
              id: authr.credID, 
              transports: ['usb', 'nfc', 'ble'] 
        }) 
    } 
    return { 
        challenge: randomBase64URLBuffer(32), 
        allowCredentials: allowCredentials 
    } 
}; 
 
Slika 33: Izsek kode za tvorjenje izziva 
Uporabnik potrdi strinjanje z overitvijo in avtentikator podpiše posredovane 
podatke s shranjenim zasebnim ključem poverilnic. Odvisna stran pošlje 
avtentikatorjev odziv na /response, kakor pri registraciji. Podatki se razčlenijo in 
strežnik ponovno preveri, ali je dobljeni izziv enak poslanemu in ali je izvor zahteve 
ustrezen. Nato se preveri avtentikatorjev podpis. Če je pravilen, uporabnikov 




5  Razprava 
Odgovor na vprašanje, ali je nekaj zares varno, žal ni nedvoumen in je odvisen 
od oblike grožnje. 
Gesla so brez dvoma najbolj ranljiv način spletnega overjanja, saj gre za sistem, 
ki ga ni mogoče vzdrževati. Za visoko stopnjo varnosti morajo biti dovolj dolga, ne 
sme jih biti mogoče uganiti in ne sme se jih ponovno uporabljati, saj bi tako povečali 
tveganje vdora v več storitev, če bi bilo razkrito le eno geslo. Ker si mora uporabnik 
zapomniti veliko gesel, to lahko hitro predstavlja precejšnjo miselno obremenitev. 
Veliko uporabnikov gesla shrani v brskalniku in nanje ne pomisli več. Do tako 
shranjenih gesel ni težko priti tudi brez pretkanih tehnično naprednih načinov, saj 
pogosto sploh niso zavarovana. Upravljalniki gesel zagotavljajo, da so shranjena gesla 
močno zaščitena, a imajo kritično točko odpovedi – glavno geslo. Če napadalcu uspe 
vdreti v zbirko gesel, ni drugih varoval, ki bi preprečila, da pridobi dostop do 
uporabnikovega celotnega spletnega udejstvovanja.  
Enotna spletna prijava prav tako temelji na geslih, a uspešno odpravlja 
obremenitev s pomnjenjem velikega števila gesel. Vendar je kakor pri upravljalnikih 
gesel tudi tu največja prednost obenem največja šibkost, saj lahko z napadalec z 
nepooblaščenim dostopom do združene identitete naredi veliko škode na vseh 
povezanih aplikacijah. Uporabniku lahko izbriše uporabniške račune ali s spremembo 
gesla onemogoči dostop do vseh aplikacij. Ukradeno identiteto lahko uporablja tudi za 
kriminalna dejanja.   
Ker se uporabniki pogosto zanašajo, da gesel ne bo potrebno vpisovati (tudi gesla 
za enotno prijavo mnogi shranijo v brskalniku ali kako drugače), se izpostavljajo 
nevarnosti, da tudi po vdoru in razkritju (in morebitni zlorabi) poverilnic le-teh sploh 
ne bodo zamenjali. Pogosto za napade uporabnik ne izve, in tako napadalcem ponudi 
možnost, da še lažje pridobijo dostop do drugih aplikacij, kjer so bile morda 
uporabljene enake poverilnice. 
Gesla so občutljiva na oba možna tipa napada – na oddaljen napad preko spleta 
ali »lokalni« napad, s katerim lahko napadalec najde seznam zapisanih gesel, ki si jih 
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je žrtev nespametno shranila. Če so gesla shranjena v brskalniku, lahko napadalec ob 
kraji naprave uporabniku onemogoči dostop do aplikacij ali celo razkrije gesla, če 
naprava ni zavarovana. Napadalec, ki žrtev pozna, lahko gesla tudi ugane. 
Dvofaktorska prijava onemogoča oddaljene omrežne napade, saj napadalec nima 
dostopa do drugega faktorja, brez katerega prijava ne more biti uspešna (oziroma bo 
za uspešen napad potrebnega več truda). Prav tako ni dovolj samo zunanja naprava, na 
primer generator začasnih gesel, ki bi jo napadalec morda ukradel. Čeprav pridobitev 
naprave za tvorjenje začasnega gesla sama po sebi napadalcu ne dodeli dostopa, se bo 
žrtev za povrnitev dostopa do računa morala zanesti na politiko obnove izgubljenega 
drugega faktorja ciljne aplikacije. Ti postopki so lahko zahtevni in dolgotrajni [54, 55], 
še posebej če je potrebno obnoviti dostop do več aplikacij. Navadno vključujejo 
prijavo iz overjenih naprav ali celo pošiljanje osebnih dokumentov. Omeniti je 
potrebno tudi, da mora zaviralni parameter, ki omejuje število neuspešnih vnosov 
začasnega gesla (in politiko obnavljanja) eksplicitno definirati in preverjati odvisna 
stran, sicer je možno začasno geslo tudi uganiti z velikim številom poskusov. 
Overjanje brez gesel odpravi gesla (razen za dostop do e-pošte), a gre za še en 
način overjanja s kritično točko odpovedi, saj temelji na varnosti računa za e-pošto. 
Poleg tega uporabniška izkušnja ni najboljša, saj mora uporabnik za prijavo vedno 
odpreti e-pošto. To lahko povzroči težavo pri prijavljanju na tuji napravi, kjer 
uporabnik morda nima dostopa do svojega e-poštnega odjemalca, oziroma ne pozna 
podatkov za prijavo. Slednje je pogosto predvsem, ko uporabniki uporabljajo 
odjemalce, kot sta Outlook ali Thunderbird, kjer po začetnem vpisu vnos podatkov ni 
več potreben. 
WebAuthn z uporabo poverilnic javnega ključa uspešno rešuje težavo z gesli. 
Nudi tudi robustno zaščito proti oddaljenim napadom in zaradi prenosljivosti 
avtentikatorjev omogoča enostavno prijavo na vseh napravah. Njegovo glavno 
ranljivost predstavlja kraja avtentikatorja. S tem lahko napadalec pridobi dostop do 
spletnih aplikacij, če pozna tudi uporabljeno uporabniško ime. Avtentikatorji, ki ob 
prijavi zahtevajo, da uporabnik potrdi svojo identiteto z biometrijo, PIN-om ali 
geslom, pa so odporni tudi na ta napad, zato je za večjo varnost priporočena uporaba 
le-teh. Pri overjanju z WebAuthn je dostop do računa brez avtentikatorja zelo težko 
obnoviti, tudi v primeru pomoči podporne službe za dano aplikacijo, saj ta 
najverjetneje ne bo imela potrebnih podatkov za vzpostavitev potrebnega nivoja 




6  Zaključek 
Standard WebAuthn je sprožil velik val zanimanja pri velikih organizacijah v 
računalniškem sektorju in v skupnosti razvijalcev [46, 56], vendar bo na koncu o 
njegovem uspehu odločala podpora v uporabniških agentih in razširjenost v 
aplikacijah. V času pisanja tega dokumenta je programski vmesnik WebAuthn vgrajen 
v brskalnike Google Chrome (od različice 67 dalje), Mozilla Firefox (od različice 60 
dalje) in Microsoft Edge (od različice 18 dalje), ostali priljubljeni brskalniki pa 
standarda še ne podpirajo [57]. Razširjenost pri aplikacijah je tesno povezana s 
podporo v brskalnikih, saj razvijalci ne bodo želeli uvajati tehnologije, ki je velik delež 
uporabnikov ne bo mogel uporabiti že zaradi svojega brskalnika, ki standarda 
WebAuthn ne bo podpiral.  
Vpeljava WebAuthn bo dolgotrajen proces, a kljub temu menim, da ga bomo v 
spletnih aplikacijah našli čedalje pogosteje, saj so že od začetka pri njegovi pripravi 
sodelovale najpomembnejše spletne organizacije. Vstopno točko v spletne aplikacije 
bi za WebAuthn lahko predstavljala njegova uporaba za enega izmed faktorjev 
dvofaktorskega overjanja, saj bi to imelo manj vpliva na delovanje spletnega mesta. 
Ko pa bi se uporabniki s časom navadili na nov način overjanja, bi lahko WebAuthn 
postal tudi edini faktor, in s tem primarni način overjanja na spletu [56]. 
Standard WebAuthn sam vidim kot dober odgovor na resen problem varnosti 
uporabniških poverilnic, ki se ga premalo zavedajo tako spletni uporabniki kot 
razvijalci. Menim, da bodo koristi novega standarda kmalu odtehtale začetni pretres 
ob spremembi pristopa k overjanju in da bo WebAuthn na čelu splošnega odpravljanja 
šibkega overjanja. Glede na to, da so naše digitalne identitete vsak dan pomembnejše, 
pomena varnosti ne moremo nikoli preveč poudariti.
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