


















This paper describes a query language and a complex 
event processing (CEP) system over multiple continuous 
XML data streams. First, multiple stream processing is 
formulated in algebraic expressions for stream filtering, 
union, activation, decomposition and partition. Next, a query 
language, called QLMXS, over XML streams is defined on all 
functions of the algebraic models in an SQL-like form. 
Finally, a CEP system is proposed for processing QLMXS 
queries. The performance of the system is dominated by 
parsing XML documents and finding specific sequences of 
events. The former is resolved by adopting VTD parser, which 
is a modern XML parser and faster than the traditional 
technologies of DOM, SAX and StAX. The latter is achieved 
by a finite state automaton (FSA) that determines the 
acceptance of the event sequences represented in QLMXS 
queries. Experimental results demonstrate that the 
performance of the proposed QLMXS system becomes 1.7 
times faster than the previous implementation which used the 
StAX parser and the visibly pushdown automaton (VPA) as 






























第 2 章では関連技術について述べ，第 3 章ではマル
チストリーム処理のモデルについて述べる．第 4 章で


















































































































分割演算子: / を用いて以下のようなモデルで表現する． 
 





















𝒔′[𝑘𝑒𝑦 = 𝒗] 
 
計算量を式(6)に示す． 












Ex1. return StockStream4768 
 select * 
 from TestStream 
 where /StockRecord[StockCode=4768] 
 
Ex1 は，各 XML から銘柄番号が 4768 であるものを
抽出するクエリである．return節には出力先ストリーム
名，select 節には出力する XML のフォーマット，from
節には入力ストリーム名，where 節には XPathに準拠し
た記法でフィルタリング条件をそれぞれ記述する．
QLMXS クエリは基本的にこの 4 節から成る．また，
Ex1は 3章のFilteringの節で述べたモデルに相当する． 
 
Ex2.1. return StockStreamOver1000 
 select * 
 from TestStream1 
 where $1N/StockRecord/ 
Quotes/Quote[Price>=1000] 
 
Ex2.2. return StockStreamOver1000 
 select * 
 from TestStream2 




XML に対して，株価の値が 1000 以上のものを同じス
トリーム: StockStreamOver1000 に出力している．この 2
つのクエリは，以下のモデルで表すことができる． 
 
(𝒔 | 𝒇) + (𝒔′| 𝒇′) ≫ 𝒔′′ 
 
Ex3. return StockStream4768_2 
select * 
 from StockStream4768 
 where /StockRecord/Quotes/Quote/Price 
< $N/StockRecord/Quotes/Quote/Price 
 setting $count = 0 
 processing $count = $count + 1 
 until $count >= 3 
 







とができ，Ex3 中では変数$count を 1 加算している．
until 節にはループの終了条件を記述することが可能で






(𝒔 | 𝒇) ∗ (𝒔 | 𝒇′) ≫ 𝒔′ 
 
Ex4. return ActivateStockStream 
 select $2/* 
 chaining TestStream1，TestStream2 
 where $1/StockRecord/Quotes/Quote/Price 
  < $2/StockRecord/Quotes/Quote/Price 
 while 10 sec 
 





いる．chaining 節は from 節とは異なり，2 つのストリ
ームを入力ストリームとして指定することが可能にな
っている．chaining節で指定しているストリームには順
序関係があり，Ex4 では TestStream1 が先，TestStream2
が後となる．where 節の条件文では，接頭辞にそれぞれ
$1，$2 を付けることでどのストリームに対する問い合




である．即ち，Ex4 の場合 TestStream1 のデータが到着




(𝒔 | 𝒇) ∗ (𝒔′| 𝒇′) ≫ 𝒔′′ 
 
Ex5. return UpperStream 
 select * 
 from ActivateStockStream 
 where $T/StockRecord/Quotes/Quote/Price 
< $N/StockRecord/Quotes/Quote/Price 
 setting $ts = _$timestamp 
 unless _$timestamp - $ts > 10000 
 



















(𝒕(𝒔) | 𝒇) ∗ (𝒔 | 𝒇′) ≫ 𝒔′ 
 
Ex6. return StockStreams[] 
 select * 
 from TestStream 
















逐次処理されていく．XML のパーサには VTD パーサ
を用いた．VTD は DOM 同様に XML 全体を読み込ん






処理は VTD が一任しており，オートマトンは VTD か
ら得られた結果・イベントを処理していく．例として，
4 章で示した Ex1 と Ex2 から生成されるオートマトン





図 1 システム構成 
 
 
図 2 オートマトン生成例 
 
表 1 実験環境 
CPU Intel® Core™ i7-4790 CPU @ 3.60GHz 
Memory 32.0GB 




















象として StAX パーサと VPA を利用したシステム(以
後，StAX+VPAとする)[3][4][5]を利用する． 
6.1. 基本性能実験 
 異なるサイズの XMLを 8 種類用意し，各 XMLに対
して単純なフィルタリングクエリを適用したときの処









した Ex1 とし，それぞれの実験結果を図 4 に示す．図
4 に示す通り，StAX+VPA に比べ，VTD+FSA は 10 万

























XMLの件数は，1 日分の全データ約 500万件とする． 
 
Exp1. return StockStream6701 
 select * 
 from TestStream 
 where /StockRecord[StockCode=6701] 
 
Exp2. return StockStream6702 
 select * 
 from TestStream 
 where /StockRecord[StockCode=6702] 
 
Exp3. return  ExpStockStream 
 select * 
 from StockStream6701 
 where /StockRecord/Quotes/Quote/Price 
  > $N/StockRecord/Quotes/Quote/Price 
 
Exp4. return  ExpStockStream 
 select * 
 from StockStream6702 
 where /StockRecord/Quotes/Quote/Price 
  < $N/StockRecord/Quotes/Quote/Price 
 
図 3 データサイズの増加に伴う処理時間の推移 
 
 
図 4 処理件数の増加に伴う処理時間の推移 
 
 
図 5 クエリ件数の増加に伴う処理時間の推移 
 
Exp5. return ResultStream 
 select * 
 from ExpStockStream 
 where /StockRecord[StockCode=6701] 
         and $N/StockRecord[StockCode=6702] 
 
Exp1~5 を実行したところ，通信時間を除いた処理時間
は，約 230 秒であり，秒間約 22000 件，1 件あたり約

















4，5 のクエリを以下の Exp6 のように記述しようとす
ると，意味が異なってしまう． 
 
Exp6. return ResultStream 
 select * 
 chaining StockStream6701，StockStream6702 
 where $1/StockRecord/Quotes/Quote/Price
        > $1N/StockRecord/Quotes/Quote/Price 
  and 
  $2/StockRecord/Quotes/Quote/Price
        < $2N/StockRecord/Quotes/Quote/Price 
 





















それぞれのパース時間に関しては，10 万件の XML を
処理したときでは XML の総パース時間が VTD で









れは，6.3 の実験では 1 つの XMLに対して最大で 5つ
の XPath が適用されるが，全ての XML が各条件を満
たすわけではないため，条件を満たすデータの数によ
って XPath の評価回数が変動することが原因である．
実際に 6.3 の実験を 6.2 の実験と同じ 10 万件のデータ
 
図 6 検索対象の違い 
 
に対して適用したところ，6.2 の 5 クエリ登録時では
XPathの評価回数が 500000 回，処理時間が約 9 秒であ
ったのに対し，6.3 のクエリでは XPath の評価回数が









いつつ，SQL ライクな文法や XPath に準拠した記法を
採用することで，よりマルチ XMLストリーム向けの問
い合わせ言語: QLMXS を設計することができた．処理
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