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我々は、特定のソフトウェア開発方法に依存せず、
また各ソフトウェア開発現場内状況に細かく適合す
ることのできる開発主媛環境内構築を目指して、ソ
フトウェア町開発過程を形式的に記述する言語PDL
(Process 0自由ptionLanguage)とそのインタプリタを
試作した.これは、あるソフ トウェア開発方法に則
った開発過程内記述{スクリプト)をPDLインタプリ
タで実行することにより ユーザ(ソフトウェア開
尭作量を行なう人)にその開発方法による支援環境
を提怯Lょうとするものである.
PDLI立、代数的言語ASL(Algeb剛 cSpecifi同針。nLan
gu唱，)の部分言語として設計された関数型の言語で、
ソフトウェアの開発のあるプロセスはいくつかの下
位プロセスの合成、並列島るいは選択と等Lいとい
う同直関掃を記述することができる.このプロセス
のトップ ダウン的分解の末端は、ユーザへのメッ
セージ表示 入力要求、ウインドの制御、あるいは
ツール群(エディ夕、コンパイラ その他のソフトウ
ェア開発用ツール)になる.個々のプロセスは f(xl，x
2，...xn)のような関数であり、その値を評価すること
がプロセスを実行することになる.
したがって、最上位向プロセスを評価すればスク
リフ ト全体が実行され、また下位のプロセスを評面
切れぽ開発過程の一部分のみを行なうことができる.
PDLインタプリタは、日ぜIXワークステーション
上でいくつかのウインド システムとともに動作す
る.PDLインタプリタを起動すると、まずコンソー
ル ウインドが腐かれる.ユーザへのメッセージ表
示入力要求は、このコンソール ウインドを通L
て行なわれ、スクリプト実行町中断 再開や簡単な
プロセス定義もここで行なうことができる.
-171 
スクリプトの実行中には、スクリプトの指示によ
り新たにツール ウインドを聞いて Yー ル群を起動
し、終了後ツール ウインドを閉じる.このときユ
ーザは、ツール ウインドを過してツールを操作す
ることになる.また、いくつかのツールを同時に借
用したいときには、複数町ツール ウインドを聞き
その上でそれぞれのツールを起動することもできる.
L立孟
最近 ソフトウヱア開発のプロセスをひとつのソ
フトウェアと見立てて、それを形式的に記述しよ う
とする試みが盛んになってきている.従来、 ソフ ト
ウェア開発のための指針や考え方が示されていても‘
それιをどのように解釈 実行するかが適用する人
によって異なったり、あるいは小さなグル プ町中
だけで通用するものであるようなことが多かった.
ソフ トウェア開発フロセスを形式的に記述するこ
とができれば、開発プロセス自体を涼週させ より
多くの人がその方法を理解し適用することができょ
う.また、定義されたさまさまなソフトウェア開尭
方法を比較検討してそれぞれの性質を明らかにした
り、プロセスの最適化も行なうことができる.そし
て、開尭されるソフトウェアがある水率の品質を持
っていることを保証できたり、工程の管理を容易に
行なうことができると期待される.
我々は、このような目的で作成されたゾフトウェ
ア開発方法の定義から、その開発方法を主鑓する環
境の構築を試みている.ある開発方法の定義はこの
主怨環境問一種の抽量的な仕様であるが、これに順
次具体的な情報を付加して詳細化することによって、
計算機上で実行可能なスクリプトを得るのである.
我々はこれを、代数的言語ASしという同ーの言語
の枠組みの中て'行なっている.ASLはその意時が明
確に定義されていて、いろいろなレベルでの抽輩北
ができ、またいくつかの検証も行なうことができる.
PDLI立、このASLの部分言語として設計された言
語で、量終的なスクリアト町記述を行なう言語であ
る.我々は、このPDLにより.いくつかの間発技法
の記述を進めているが、これらのスクリプトは実際
にPDLインタアリタで実行可能となっている.
2.P且L
2.1言語の特徴
(1)代数的冒誌の部分言語
PDLI.. It数型言語ASLt同様の構文及び意
味定義を持つ関数型的言語である.したがって、
PDLのスクリプトをASLによる抽量的記述をもと
に段階的に詳細化Lて作成したときには、そのス
クリプトがもとの抽量的記述を満たしているかど
うかの横証を行なうことができる.
(2)環境情築のための組込み関数
組込み関数として、ツールの起動、ウインドの
制御、ユーザとのメッセージのやり取りを行なう
関数を備えている.これらの関数の組み合わせに
より開発宜t量的環境を構築することができる.
(3)ンステム状態を表すデータ型
データ型として、計軍機中のすべての資源の状
態{たとえば、どのようなファイルが存在するか.
いまどのディレクトリにいるかなど}を抽畠的に
表すyステム技1置を持っている.このシステム技
態のある値にツールの起動やウインド操作などの
関数を順次施して目的のシステム状臆にすること
ができる.
(4)並行作業的支1
複数町プロセスを平行に走らせるため、二つの
関数を同時に評価する並列関数がある.これによ
り、複数のウインドを開いてそれぞれの中で別の
ツールを同時に起動することなどができる.
2.2構文と意昨
日)スクリプトの摘成
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PDLスクリアトは、関数の定義.評情すべき式、
インタプリタへのコマンドから椅成される.
(2)開放の定義
PDLでの関数定義l立、同値記号--の左辺に定
義する関数名と恒引き数町並びを、右辺に閑散を
定義する式を記述する.また、定震の末尾には区
切り記号 I を置く .
関数名(11<引き数町並び)一 式，
恒引き数町並びとは、ひとつの恒引き数、また
は極散の恒引き散をコンマて'区切って並べたもの、
あるいは空である.右辺町式は、組込み関数、定
義関数、定数、および左辺に現れた恒引き数で構
成される.主な組込み関数町一覧を表lに示場 .
これらの中で中置記法を用いるものは、通常的プ
ログラミング言語と同僚な置先順位を持っており.
式の記述をわかりやすく行なうことができる.
(3)条件判断
晶件判断を行なうには 江関数を用いる.
if晶件式 Ihen式 1else式2
ぜ関数は、条件式が耳のときには式1を了、惜の
ときには式2を評価してその匝とする.たとえば、
階乗の計算を行なう関致faclをこのE関数を用い
て次のように定義することができる.
fad(n)・
if n" 0 Ihen 
else 
faCI(n -1)・"
(4)並列関数
二つの関数を同時に評価するには、並列閃世
@を用いる.
関数1"関数2
たとえば、ウインドを同時に二つ聞き、それぞ
れの中でツールAとツールBを起動する関数Iwinl.i
次のように定義することができる.
twin(s) --
wdose(exεC(-A -，wopen(s))) 
@ 
wdose(exec{-B" ，wopen(s))) 
(5)式の評価
スクリプト中内評価ザベき式は、関数定義の右
辺と同様の形を持つ.ただし、式的中に引き数を
持たない未定義名がただひとつ含まれていると、
それはシステム状態を表す引き数であるとみなさ
れる.この式を評個することが、スクリプトの実
行開始になる.与えられた式は、関数定義町内側、
左側から順次評価される.関数の引き数は、ぜ関
数を除きすべて先行評価され、置が撞される.
式中に共通な部分式があるときには、それらは
たかだか1度しか評価されない.そのような部分
式的置は、一度評面されると保存され、次に必要
のなったときには龍存された置が害照される.た
とえば、次のように定義された関数fを評価して
も、ウインドからの読み込み恒""関数の評価)は、
ただ一度だけ起きる.
f(口le，S)・
if read(S)・守田"then 
hl(fiIe) 
else if陀ad(S)・"no"then 
h2(口，)
else 
h3(fiIe); 
(6)インタプリタへのコマンド
インタプリタへのコマンドは、#て'始まるコマ
ンド名と、それに続くいくつかのアーギュメント
で情成される.主なインタプリタへのコマンドの
一覧を表2に示す.これらの中で出力を伴うもの
は、その出力先をファイルへ撮り替えたり、パイ
プを通じて他のUNIXコマンドヘデータを送るこ
とができるようになっている.
2.3システム状臆
PDLのデータ型の一つであるンステム状態は、フ
ァイル システムやその他計耳機中のすべての資源
の状態を袖量的に表すもので、スクリアトの実行中
のどの時点においてもある値がただ一つ存在する.
ンステム状態は、ツールの起動やウインド操作など
の組込み関数の評価によって変化するが、これはン
ステムの技態遷移であるとみなせる.
したがって、ンステムへの操作を行なおうと守る
スクリアトは、ンステムの状態彊移関数の組み合わ
せであると考えることができる.従来の手続き型言
語では、手続き呼び出しの服作用としてデータ(変数)
を甚き換えたり計算機資源にアクセスしたりしてい
た.これに対し、 PDLでは、システム抗態を遷移さ
せる関数の鼻音としてスクリプトを椅成するのであ
る.
ただL、PDLでは、現在考えている系がその外側
の系と相互作用を持たないものと恒定している.L 
たがって、系的外側から何らかの務響を受けた場合
(たとえば、関惜しているファイ yレが消されるなど)
には、スクリプトが正しく動かないこともある.
ンステム状態は、他のデータ型と異なり ‘その恒
を龍存したりコピーしたりすることはできず、関数
に在室されるシステム状懸の直は常に現在のンステム
状態を示すものでなければならない.したがって、
評価すべき式に与えられたシステム技懸を示す引き
教をνステム状態を変える組込み関数に与え、その
関数から返された新しいシステム状態を次の関数に
与えるように記述しなければならない.たとえば
comple(file.S)・
ぜs凶出(exec(・Cc"+ file，S))・othen 
write("∞mpleted~ ，exec("cc" + file，S) 
，~， 
write(Nerror"，exec("cc" + file，S)); 
これを次のように記述するのは、すでに変更され
てしまった古いシステム状態を事照していることに
なり、誤りである.
comple(:日le，S)... 
if status( exec(" cc .+ fi1e，S))・othen 
writc("completcd"，S) 
elsc 
write("error" ，S); 
2.4組込み関数
( 1)ツールの起動
PDLでは、ツールを起動したり、ウインドを制
御するために、いくつかの組込み関数を用意して
いる.これらの組込み関数は UNIXのCシェルや
ウインド システムを利用して実現されている.
ツールを起動するには、組込み関数mCを用い
る.execは、引き数として渡された文字列をその
ままCンェルに渡して実行させる.関数の評価は
ツールの終了まで待たれる.たとえばm"でという
ツールを用いて、あるファイル町内容を表示させ
るには、次のようにすればよい.
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exec(-more -令file， S); 
ただし、ここて"fileI止目的のファイル名、 Sは
システム状態を示す恒引き数である.ツールの起
動に関する組込み関数には、この他に、ツールを
起動Lその結果的文字列を得るox開札最後に実
行したツールのステイタス コー ドを得る，""'"
などがある
(2)ウインド操作
ウインドの操作には、組込み関数wope:nとwclos
eを用いる.w。戸01;1、現在的システム状態を引き
数として受け取り、新たにウインドを開いてその
システム拭態を返す.逆にwclosel.i、現在のシス
テム状態を費け取り、ウインドを閉じてそのシス
テム状態を返す.したがって、新しくウインドを
聞き、ツールmo~を起動してあるファイルの内容
を表示させ、そのウインドを閉じるには、次のよ
うにすればよい.
wclose(exec("more" + file ， wopen(S))) ; 
(3)プロセスの平行実行
実際的ソフトウェアの開発では、複数的作車を
平行して行ないたいこと(たとえば、複数のソー
ス ファイルを同時に編集したり、あるドキュメ
ントを書照しながら別のドキュメントを作成する
など}がよくある.このような並列した作業を記
述するため、 PDLでは並列関数@を導入した.並
列関数@は、現在考えている系を二分し、その聞
に相互作用がないと恒定して、それぞれに状態遷
移を起こす関数を独立に適用した後のシステム状
態を合成した値を返す.たとえば、次のような記
述を考える.
f(S)ー・ o(S)"h(S) ; 
8(S)・-exec("cc file l.c" ， S); 
h(S) --exec("cc file2.c" ， S); 
関数.1立、 Cコンパイラを起動L、ファイルfilel
cをコンパイルする.関数hも同犠に、ファイルfile
2.0をコンパイルする.このとき関数fを評個守る
と.二つのコンパイルが同時に行なわれる.関数
fの恒l止、引き数S的状懲に対して、関数8で褐ら
れる値と、関数hで得られる値的「合成Jと芳え
られる.
ここで言う合成された状聞とは、関数gて'の状
態遷移と関数hでの技態遷移が重なり合って起こ
った結果的状態である.重なり合い方は引き数と
して与えられる最初のシステム状慰Sに依存する
ものと考え、ここではその定義を陽に与えない.
二分した系内聞に相互作用がないという恒定を
視なわないために、スクリフトの書き手は@町左
右的状態遷移が彬響を与え合うような記述は行な
わないものとする. 
.Li.ょ17')1 
3.1ツール起動とウインド操作のメカニズム
PDLインタアリタは、ウインド システムを利用
して新たにウインドを開き その中でcシェルを週
じてツールを起動することができる.これを行なう
ため、 PDLインタプリタはまず、子プロセスとして
ウインド プログラム{たとえばウインド ンステム
としてX.Windowを使うならxlermなど)を起動する.
このウインド プログラムは、ウインドを開いた
後に実行するアプリケーンヨンを指定することがで
きるもので、これにCシェルを指定して白書、イン
タプリタから Cンェルに起動したいツール名やその
アーギュメントを送るのである.
しかし、 PDLインタプリタとCンエjレ町通信には
インタプリタから見てCンヱルが孫プロセスにあた
ることや、ツール起動後にはユーザがPDLインタプ
リタを介さずE接ツールを操作できなければならな
いなどの問題点があった.
このためPDLインタプリタとcシェルの過f:iには
損似端束を用いている.擬似端末とは、端末デバイ
スと問緑町振る舞いをする恒想的なデバイスである.
PDLインタプリタは新たにウインドを聞くごとに躍
似端末を一組確慢し これをCンェルの入力ファイ
ルとなるようそのアーギュメント設定してウインド
プログラムを起動する.ウインド プログラムから
起動されたCンェルは、鍵似埼京を通じてインタプ
リタから渡されるコマンドを通常的シェル スクリ
プトから読み込むコマンドとして処理するのである.
したがって、たとえばエディタのようなツールを起
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勤した場合には、ユーザは作車用のウインドを通じ
て直接 Yー ルを操作することができるのである.
これはまた、ンェル スクリプトをPDLインタプ
リタが動的に作成LながらCシェルに渡している、
と考えることもできる.
3.2並列演耳のメカニズム
並列関散@の引き数が表すプロセスはそれぞれ並
列に実行できなければならないが、このような複数
の作車を一つのインタプリタで同時に制御するのは
大変困難である.そこで、 PDLインタプリタでは、
並列に動作するプロセスのひとつづっについてイン
タプリタのプロセスをひとつ作って作車を制御させ
るという方法を用いている.
いま、次のように定義された関数fを実行守ると.
PDLインタアリタは子プロセスを一つ作って関数hを
評橿させ、自分(親プロセス)は関数g的評置に移る.
f(S)・o(S)" h(S) ， 
子プロセスは、関数hの評価を終了すると消滅す
る.親プロセスは、関数sの評恒を終了すると子プ
ロセスの終了を待ち、新Lいシステム拭怒を作って
関融fの値とする.
3.3インタプリタへのコマンド
(1)マクロと条件プロック
スクリプトの記述を簡潔に行ない、また読み品
いものにするために、マクロを定義したり、マク
ロや関数町定義未定義によって条件プ口，7を
振り分けるコマンドが用意されている.マクロは、
¥<1コマンドにより定義され 定握がEり消される
まですべての関数定義や評価すべき式的中で有効
である.
糾<1マクロ名の並び植定義トークン列
また 条件ブロ yクは汀'def-dsc司endifコマンドやt
n<l出c-cndifコマンドなどの組み合わせて'指定さ
れるもので、あるマクロや関数的定義未定義に
よって関教の定義を代える必要があるが、スクリ
プトとしては一つにまとめておきたいようなとき
に有用である.
#出<1マクロA
hlse 
在，dif
マクロAが定義されているときの
関数定義など
マクロAが定義されていないときの
関数定義など
(2)ファイルからのスクリプトの入力
ファイルからスクリプトを入力させるには.川
ch止コマンドを用いる.スクリプト中にこれらの
コマンドが含まれているときには、ファイルから
の入力がネストする.
-#includeファイル名
あるいは
#<ファイJレ名
(3)関数定義的表示と編集
関数内定義は、 listコマンドによって表示させ
ることができる.このコマンド町出力は、ファイ
ルに振り替えたり、パイプを通じてUNIXの他の
コマンドに櫨ザことができる.UNIX町豊富なコ
マンドを利用すれば、関数内定義を他的ドキュメ
ントに挿入する、ある開放を害照している箇所を
検索する、関数の被参照頼度を調べる、などスク
リアト作成を効率良〈補助することができる.
参list[関数名の並び]
#lisl [関数名町並び]>ファイル名
#lisl [関数名町並び]]UN¥Xのコマンド列
阪に定義した関数を一括して編集するには、 d
"コマンドを世う .どのエディタを世うかは、 C
シェル的環境変数て'指定すーることができる.
#edil(関数名の並び1
3.4スクリアトの試行とデバグ
( ¥)未定義関数の処理
スクリアト実行中に定義されていない関数に評
価が及んだ場合、 PDLインタフリタはそこで実行
を一時中止してプレーク モードに入り、ユーザ
に次のいずれかの動作を選択させることができる.
aその関数を定義し実行を再開
bその未定義関数が返喧べき値を与え実行を
再開
cプレーク モードを抜け実行を終了
この搬能により、未定義関数を官むスクリプト
でも、ユーザが実行中にその値を決めたりそ町関
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数の定義を行ないながら実行を進めることができ
る.これは、未完成なスクリアトの試行や拍重度
が高く末端的具体的な関数を定義していないスク
リアトの実行に有効であり、またユーザの判断が
必要な関数をわざと未定義にしておくこともでき
る.
ソフトウヱア開発プロセスでは、ある段階にま
で逮してみないとその先の細かな手順が決定でき
ないことも多く、このような未定義関数の処理が
重要になってくる.
(2)ステ yプ実行
インタプリタは、実行中に未定義関数に出会っ
たとき以外にも、ユーザからブレーク文字(通常∞
n回 1ε)が入力されたときやh唱 k関数が評価され
たときに、プレーク モードに入る.これらのと
きには、次に評価すべき関数の評価してその名前
と値を表示し、再びプレーク モードに入るとい
う、ステップ実行を行なうことができる.
牛込之斗之上flJ1l
ここでは簡単な例として C言語でのプログラミ
ングの過程(ソース コードの編集とコンパイル)を
次のように定義した.
'*-let EDlTOR : "vi " 
:llet CC: "cc" 
制etMANUAL : "man " 
#let PROGRAM : '"a.out" 
/ 
edil(日le，S)... 
exec{EDJT + file • S) ; 
∞mpile(file， S)・・
[ stat田 (exec(CC+ file ， S): COMPlLED) ， 
COMPILED 1; 
run{S)・・
exec{PROGRAM • S) ; 
manual(what， S)・-
exec(JvfANUAL + what ， S); 
doit(file ， S)--
compileWindow(file • S) @ 
m"，田lWindow(S); 
compileWindow(file • S)_. 
wclose(∞mpileLoop(file ， wopen(S))) ; 
∞rnpileLoop(file • S) --
if elementl(compile(file， edil(file. S)) 
X)-Othen 
run(element2(X)) 
else 
∞mpileLoop(口le，element2(X)); 
mao回】Window{S)・・
wdose(manualLoop(wopen{S))) ; 
manuaILoop(S)・・
ノY
if read("online man回 1?"'，S):X-Uthen
s 
，~， 
manualLoop(manual(X ， S); 
doit{foo.c， S); 
この例では、まず二つのウインドが聞かれ抽出関
数、四mpileWindow関数、 manualWindow関数}、一方
的ウインドではソース コード編集町エディタが起
動され(edit関数)、もう一方では何か必要なマニュア
ルはないかと尋ねられる(岨d関数).エディタを終了
すると、次にコンパイラが起動され(∞rnpile関数)、
コンパイルf去のステータスとンステム状慰がタプル
として返される.ステータスがゼ口、がなわちコン
パイルが成功したならそのプログラムが実行され(同
n関数}、そうでなければソース コードの編集とコ
ンパイルが繰り返される(compileLoop関数).
マニュアルを見るウインドの方では、ユーザが目
的のマニュアル名を入力すると、それが表示される
(m町田i関数).
L主主.2.1ι
きて、我々が試作 Lた開尭支I~環境において 具
体的なソフトウェア開発作業への適用は まず目的
のソフトウェア開発に最適な開発方法を選んでそれ
をスクリプト化することから始まることになる.た
とえばJSD(ジャクソン開発法)のスクリプトを作成す
るために、我々は(1)自然言語による記述間代量的
言語による記述、 (l)PDLによる記述、というステ y
プを踏んだ.
しかし、スクリプトの作成は、該当の開発方法に
関する深い理解が必要であり 一般にかなりの労力
を伴う .このため、我々は、いくつかの開尭方法に
対応したスクリプトをライブラリとして提供するこ
とや、グラフック ユーザ インタフェイスを持ち、
より抽量的なレベルて'の開発方法的記述をスクリプ
トに自動変換するようなスクリプト作成主怨系も考
案中である.
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閑散と引き数
整数+整数
文字列+文字列
整数整散
一聾数
整数・整数
聾数ノi藍数
桂意内型・任意向型
任意の型 。 任意の型
重量〉塗数
聾数〉・整数
整数 〈整数
童数 〈・宣教
論理l論理
論理&論理
1論理
システム技態@システム抗感
<x珂文字列，ンステム技態}
回出岡文字列，ンステム抗感}
status(システム状思)
wopen(ンステム状態)
wdose(システム状態)
read(システム状感)
write(文字列，システム拭思)
間制システム状態}
wn附〈文字列，ンステム状脂)
term_Iool(文字列，システム状態}
旨飴l(任意向型)
elementN(タプル)
subs吋文字列，整数，整数}
index(文字列，文字列)
rindex(文字列，文字列)
措 len(文字列)
自 ipnl(文字列)
atoi(文字列)
由利益数)
fieJd(文字列，盗致)
tempnam(システム抗態}
time(システム抗態)
[任意の型の要素の並び]
表1PDLの組込み関数
結果の型
整数
文字列
整数
整数
蜜数
整数
論理
論理
論理
論理
論理
論理
論理
論理
論理
ンステム技態
ンステム技態
[文字列、 yステム状強l
整数
ンステム状態
ンステム技思
文字列
ンステム状態
文字列
ンステム状思
ンステム状態
引き数と同じ型
タ7ルの要難的型
文字列
蓋数
蓋数
童数
文字列
整数
文字列
文字列
文字列
文字列
タプル
一177
意味
加耳
文字列の連結
滅算
符号的反転
乗茸
除算
等しい
等しくない
大きい
等しいか大きい
小さい
等しいか小さい
論理和
論理積
論理否定
並列演算
ツール起動
ツール起動し、結果的文字列を時る
ステータス コードを得る
ウインドを聞く
ウインドを閉じる
ウインドから1行入力
ウインドへ表示
コンソールから1行入力
コンソールへ表示
ウィンド プログラムを指定
プレーク ポイント設定
タプルのN番目の喪章
文字列の部分
文字列の槙京
文字列の横索(右から)
文字列町長さ
連続した空白の除去
文字列を聾数に変換
整数を文字列に変換
指定されたフィールド
一時ファイル名
時刻
タプルを作る
コマンド名とアーギュメント
表2インタプリタへのコマンド
宜暁と動作
剥"マクロ名町並び トークン列
-#unletマクロ名
#unlelAl 
"#undef関数名
仇lndefAll
'n~ 
f.ifdef関数名
#ifndef関数名
f.iOetマクロ名
#ifnletマクロ名
#else 
#endif 
#includeファイル名
ドファイル名
多listI関数名の並びl
#list [関数名の並び]>ファイル名
#lisl [r冊数名の並び]]UN1Xコマンド列
:f.show [マクロ名の並び]
#show [マクロ名の並び]>ファイル名
#show [マクロ名町並びl[UNlXコマンド列
#hi針。'y
e番号
長dit(関数名町並びl
参exit
#help 
kont値
I<:ont 
#top 
番'slep
事考文献
(1 )L.OSlerw創1: "sortw~ Process目釘eSoftware 100" 
9th ICSE (1987) 
マク目的定義
マクロ定義的消去
すべてのマクロ定義の消去
関数定義的消去
すべての関数定義的消去
すべてのマクロ 関数定穫の消去
条件プロ yクの開始(関数が定義務みなら)
条件ブロックの開始(関数が未定義なら)
条件プロ yクの開始{マクロが定義務みなら)
条件プロックの開始(マクロが未定義なら)
.~.都町開始
条件プロ yクの終わり
ファイルからのスクリプト入力
ファイルからのスクリアト入力
関数定義的表示
関数定義をファイルへ出力
関数定磁をコマンドへ渡す
マクロ定義的表示
マクロ定義をファイルへ出力
マクロ定義をコマンドへ撞す
ヒストリ表示
ヒストリ呼び出し
関数定穫の編集
インタプリタの終了
コマンド一覧の表示
未定義閑散の返すべき値を与え、実行再開
実行再開
ブレーク モードを抜ける
ステップ実行
(2)福田、草原、井上、葡野、晶居'ジャクゾン商売法的形式的記述の詳細化とその実行'
信学技報(1988) 
(3)飯田、草原 井上、新図、高居 'ソフ トウェアプロセス記述言語SPDLとその処理系の設計'
情報処理学会第38回全国大会(1989)
同井上、荻原、高野、鳥居 "AFormal Adaptation Method of Pro目指D田 cription'"
11th lCSE (1989) 
18-
