Abstract-In spite of many years of work by a multitude of organizations, a clear and simple standard for software engineering and management requirements and a method to assess their applicability to projects of various types and sizes remains elusive. From IEEE to CMMI to NASA's NPR 7150.2, there is no shortage of sources of information providing various types of requirements and standards for software engineering. Even a book on software project management for "dummies" approaches 400 pages. Wading through this information can dizzy the mind of even the most experienced software engineer; the newbie just trying to "do the right thing" will probably give up, open a text editor and start coding. This lack of clarity and simplicity perhaps goes a long way towards explaining why, in spite of this large body of work, there remains such an incredible variability in the knowledge and application of software engineering discipline not only from one organization to the next, but between groups within the same organization, or even between individual developers in the same group! Surely at least the basics of what should be done and why those things should be done can be conveyed in less than a novel-sized volume. There must be some timeless principles that cut across structured and objectoriented techniques, waterfall and agile methods, and CMMI and NASA standards. To properly interpret software engineering requirements and approaches and successfully (and selectively) apply them, one must first understand them at a fundamental level and how they can benefit the project. This paper will make an admittedly bold and brash attempt to boil it all down into something anyone can understand, hopefully resulting in a brief reference-a type of lens through which existing standards can be more practically viewed.
INTRODUCTION
In spite of many years of work by a multitude of individuals and organizations, a clear and simple standard for software engineering and management requirements and a method to assess their applicability to projects of various types and sizes remains elusive. The availability and quantity of information on this topic is not the issue; in fact quantity may be the problem, or perhaps a symptom of the problem. Even a book on software project management for "dummies" approaches 400 pages [1] . Wading through this information can dizzy the mind of even the most experienced software engineer. The newbie just trying to "do the right thing" will probably give up, open a text editor and start coding.
This lack of clarity and simplicity perhaps goes a long way towards explaining why, in spite of this large body of work, there remains such an incredible variability in the knowledge and application of software engineering discipline not only from one organization to the next, but between groups within the same organization, or even between individual developers in the same group! This paper will make an admittedly bold and brash attempt to boil it all down into something anyone can understand, hopefully resulting in a brief reference-a type of lens through which existing standards can be more practically viewed and successfully applied.
A LITTLE HISTORY
My interest in software engineering dates back to the early 1980s when I was still in high school, before I would have thought the term software engineering was ever invented. It turns out that is far from true-it was first used not long after I was born! Various people have been credited with the term software engineering; rather than attempt to resolve that I will reference a 1967 NATO Science Committee recommendation to hold a workshop in software engineering. This recommendation was carried out October [7] [8] [9] [10] [11] 1968 in Garmisch, Germany. In the conference report [2] it states that the "phrase 'software engineering' was deliberately chosen as being provocative, in implying the need for software manufacture to be based on the types of theoretical foundations and practical disciplines, that are traditional in the established branches of engineering."
Well, there it is-there is a need to establish "practical disciplines" that are "traditional in the established branches of engineering." Obviously we have come a long way and progress has been made (e.g. see Section 4) . But even where progress has been made in defining these "practical disciplines", I'm not convinced they have matured to the extent that they are viewed in the community at large as "practical" nor been adopted to the extent that the term "traditional" can be truthfully applied. With regard to the development of software engineering as a discipline, it might be said that the more things change, the more they stay the same. I offer as evidence, quotes and excerpts from the NATO report itself. My favorite, attributed to Buxton, states "Ninety-nine percent of computers work tolerably satisfactorily." When I think of software (Windows and smart phone apps easily come to mind!), I can hardly think of a better observation than "tolerably satisfactorily". But if what was said of software in 1968 rings so arguably true in 2018, can it be said that we have made all that much progress?
Below are additional quotes (all from [2] for your consideration in assessing our progress in the discipline of software engineering:
"Smith: There is a tendency that designers use fuzzy terms, like 'elegant' or 'powerful' or 'flexible'. Designers do not describe how the design works, or the way it may be used, or the way it would operate. What is lacking is discipline […] Later they can neither explain, nor justify, nor even rationalize, the processes they used to build a particular system." "d'Agapeyeff: Programming is still too much of an artistic endeavour. We need a more substantial basis to be taught and monitored in practice on the: (i) structure of programs and the flow of their execution; (ii) shaping of modules and an environment for their testing; (iii) simulation of run time conditions." "Kolence: Programming management will continue to deserve its current poor reputation for cost and schedule effectiveness until such time as a more complete understanding of the program design process is achieved." "The difficulties associated with the distinction between design and production (or implementation) in software engineering was brought out many times during the conference." "Fraser: One of the problems that is central to the software production process is to identify the nature of progress and to find some way of measuring it." And finally:
"Kolence: The last element of a design methodology to which we will relate the problems of software management is that of defining an overall standard process.
[…] If a formalized description of the general process does not exist, then the programming manager is required to re-establish it with each job assignment he makes."
Ladies and gentlemen…these quotes are from a report written in 1968!
MY OWN HISTORY
My experience in software engineering dates back to 1982 when I purchased (or rather, my parents graciously purchased for me!) a TRS-80 Color Computer and I began writing BASIC and Motorola 6809E assembly language programs. As you can see in Figure 1 , the TRS-80 made chiclet keyboards fashionable long before Apple did on the Mac!
Figure 1. TRS-80 Color Computer

High School Level Software Engineering
Early on I realized that if I jotted down a few notes summarizing all the features I wanted my software to include, and spent a little time doing some "offline" design work before I started pounding on the keyboard, the results of my coding efforts would be more efficient and satisfactory with less debugging and rework. I got into the habit of developing flowcharts for every program that I wrote, even as simple as they were. I still have my old original IBM Flowcharting Template, including the paper sleeve it came in (see Figure 2) . I had to drive 30 miles to the bookstore of the nearest college to find one-which at the time was called West Texas State University, now West Texas A&M University. Their mascot is the buffalo; the red sticker seen in the photo in Figure 2 says "Buffalo Bookstore" with a price of $1.50.
Figure 2. IBM Flowcharting Template
My initial effort in the direction of "software engineering disciplines" was not limited to flowcharting. I also developed techniques for things such as memory swapping (in this case, to and from my 5.25" floppy drive) as my programs quickly consumed my limited 16KB of RAM; analyzed various algorithms so that the program I was developing would actually execute in an acceptable amount of time on my <1 MHz processor; developed templates to use in laying out pixels on the screen when programming graphics; and a multitude of other engineering activities. Two things are clear even from these early primitive software engineering endeavors: (1) effective software engineering emphasizes practicality and utility over abstract processes, and (2) like other engineers, a software engineer needs a toolbox, and should have the knowledge to select and apply the right tool for the job at hand.
Off To College
My foray into the world of computers during high school redirected my initial college intentions away from mechanical engineering and into computer science. I began my college career in 1983 at Angelo State University. Back then, the Intro to Computer Science class was a weed-out class: the first programming assignments were not in a highlevel language or even in assembly language. The first several programming assignments required writing the program using 1s and 0s, literally. I found it to be great fun, but I recall people dropping the Intro course in droves.
While the primitive "software engineering disciplines" I taught myself in high school served me well in college, it can't be said that they were enhanced during that time, and that remained true later as I pursued my Masters in computer science at Texas A&M University (Whoop!). In college the focus was getting assignments done-there was no time for analysis, design, thorough unit testing, or other activities-you just cranked out the code, debugged it, and turned it in. I also don't recall encountering any other students that had the same "engineering" mindset that had come quite naturally to me even in high school.
Entering The Real World
When I emerged from my college career and started work I fully expected to be introduced to a relatively mature world of software engineering practices. That is, while these disciplines were hardly taught in college, I felt that surely the "real world" had developed and were applying these disciplines routinely. I recall feeling a little intimidated about walking into a new work environment and immediately being "behind" in the knowledge and application of software engineering practices. I was rather shocked when I began work and found that was not true at all-there were no design standards, no coding conventions, no configuration management. Now it is true that I was in a research environment, and so by-and-large the software being developed at that time could best be categorized as research prototype software.
However, even in that environment I felt that there were some practices that could and should be applied. While my new colleagues that had been out of school for some time were certainly ahead of me in most areas of experience, in the area of software engineering disciplines I found that not only was I not behind, I was actually ahead! So I began to read books and attend training courses and conference seminars, and then to experiment with what I learned and apply them on my projects at work. I helped with the first deployment of source code control, and then created a plethora of shell scripts to make up for the limited feature set available in early source control tools such as SCCS [3] . I learned about Fagan Inspections [4] at a conference and returned to conduct the first formal code reviews at my place of work. Some colleagues and I learned about Structured Analysis & Design [5] [6] and began to experiment with those techniques, and we procured and experimented with early CASE tools. I championed the idea that software project management was an important discipline in its own right. Over time, a number of practical disciplines, tools and techniques were developed and successfully applied to our projects.
Later the importance of software engineering disciplines even in our research environment began to take hold on a somewhat broader scale. Like many organizations were doing at that time, a software engineering process group was established, and we ultimately wound up on the path of the Capability Maturity Model (CMM) (later the Capability Maturity Model Integration/CMMI) [7] [8] . These pursuits did provide some structure to our process efforts, but as we proceeded I observed two key problems:
The CMM focused almost exclusively on process which is only one (albiet important) element of what I believe software engineering really encompasses. Ironically, at least partly because of the very abstract approach taken by the CMM authors, this focus on process coupled in an unfortunate way with the second problem… The issue of "quantity" that I alluded to in the introduction to this paper became apparent-that is, the sheer number of processes and activities that came along with adopting CMM was so large [9] that some of the "practical disciplines" [2] tended to get lostthey were in there somewhere but seemed to get buried below the noise floor. Stated another way, checking off all the process "boxes" and training the staff in all the terminology took so much time and effort that it was easy for the purpose of it all to get lost along the way, with the predictable negative effects on the beneficial practices that had been previously developed, not to mention the same on the staff's general view and acceptance of "process improvement".
SOFTWARE ENGINEERING SAMPLER PLATTER
Today many, or perhaps most, software development organizations (including my own) have software engineering processes, procedures, and standards in some form. In spite of my overall pessimistic view progress has obviously been made. Having asserted that, I'll turn my attention to presenting a (admittedly incomplete) sampler of is "out there" in the world of software engineering.
Process Standards
First up on the sampler platter are the various software engineering process standards that exist.
The earliest exposure that I had to any type of software engineering standard was DOD-STD-2167A [10] . This was a standard that described the documentation required to be delivered with computer software developed for the U.S. Department of Defense. These standards were incredibly prescriptive-not only did the standard define the exact set of documents required, it even defined the specific sections and subsections required in each of the documents.
This standard was later replaced with MIL-STD-498 [11] , which later morphed into the very similar commercial standard IEEE 12207 [12] . This standard was more comprehensive in addressing the systems and software development lifecycle, but the documentation requirements remained as one element of the standard in the form of Data Item Descriptions (DIDs). However, these DIDs were still quite prescriptive in nature-only slightly less so than those in 2167A. A better approach was taken in some of the early NASA software standards in which the documentation requirements were outlined in Data Requirements Descriptions (DRDs). Rather than prescribing the specific document sections and subsections like 2167A and the 498 DIDs, the NASA DRDs described, in bullet form, the types of information that a given document typically contained. The software developer was to apply engineering knowledge in selecting content and organizing it in a form appropriate for a given effort. I tended to like these DRDs because they provided practical guidance, and many of them still appear in contract data requirements lists (CDRLs).
However, the downside in these early standards was an excessive focus on documents rather than on engineering activities. Sadly, this mistake is one of the great tragedies in the history of software engineering that survives to this day. Software developers are not told or taught to go plan their effort-they are told they need to write a Software Development Plan (SDP). They are not told to go gather, derive and analyze requirements-they are told to go write a Software Requirements Specification (SRS). They are not told to design the software and analyze and validate that design, they are told to go write a Software Design Document (SDD). If the reader gets nothing else out of this paper than this one point, it is that documents are just one possible repository of the results of engineering activities. The repository of an engineering activity may be a requirements database, a file exported from a modeling tool, or the back of a napkin for that matter. Creating a document is NOT an engineering activity, it merely records the results. The common belief among many in the software industry throughout my career is that these documents are just something that has to be done-that is if the contract and/or your employer requires them-and that they represent barriers that stand between them and doing the "real" work which is coding.
Although the early software engineering standards efforts can be faulted for focusing excessively on software documentation, at least they had a measure of "implementability"-that is, at least to some extent you knew what you had to do. The pendulum began to swing quite in the other direction as once again the Department of Defense embarked on an effort, by way of the Software Engineering Institute, to address the issue of poor cost, schedule and technical performance on U.S. Air Forcefunded software development projects. Over time specific industries also developed software process standards of their own, such as NPR 7150.2 for NASA software [13] , IEC 62304 for medical device software [14] and DO-178 for aircraft software [15] .
These later software engineering standards, most notably the SEI's CMM/CMMI, pursued a much broader and deeper definition of software-related activities than just documentation. However, I would argue that in defining such comprehensive and abstract processes that they sacrificed practicality and specificity. As I described in Section 3, as my own organization began to embark on CMM-centric processes years ago, the practical tools and techniques that had been developed over time quickly took a back seat to the monumental effort required to check off all the process boxes and then "organizationalize" all those processes. One early (and I believe accurate) criticism of the CMM was that the analog on which it was based was manufacturing. I have always felt that software engineering has much more in common with architecture and construction than with manufacturing. Interestingly, this is in agreement with Naur at the 1968 NATO conference [2] : "... software designers are in a similar position to architects and civil engineers, particularly those concerned with the design of large heterogeneous constructions, such as towns and industrial plants. It therefore seems natural that we should turn to these subjects for ideas about how to attack the design problem."
In manufacturing, every process and activity is applicable every time-because you are trying to reproduce the same article over and over with the same quality. Software is not that way at all-the only reason anyone would ever produce the same software twice is if the first effort resulted in a product that was entirely unacceptable in function or quality, or perhaps if the platform on which the software was previously implemented became obsolete but the system was still needed. As such, in software there must be some flexibility in which processes to apply, the extent to which they are applied, and the manner in which they are applied. Of course, this requires the software engineer to be well-versed in the purpose and benefit of those engineering activities, the knowledge and experience to select among them, and the mindset, the engineering mindset, to apply them apart from contractual requirement. Many would argue that the CMMI allows for such flexibility, and I might even agree to an extent, but the effort required to create organizational processes that satisfy the CMMI, that account for the various types of software an organization might produce, and that provides the needed flexibility in implementation, takes an already expensive endeavor and puts it possibly out of reach of many organizations I am more encouraged by the relatively recent work that resulted in the production of the Guide to the Software Engineering Body of Knowledge (SWEBOK) [16] . In a number of areas, the SWEBOK Guide does a good job of succinctly listing various tools, techniques and approaches that are available to the software engineer, and presenting those things like tools in the "software engineer's toolbox". An example is the succinct list of common diagrams and notations in the section on behavioral design.
The SWEBOK Guide still suffers, in places, from the issues of quantity and excessively abstract presentations of information. As an example, the Guide breaks the software requirements engineering activity into 8 topics that encompass an additional 29 sub-topics. I would argue that for the vast majority of budding software engineers, the subject of software requirements simply does not need to be presented with such complexity, especially when a key target audience for the SWEBOK is a software engineer with four years of experience.
Software Design Techniques
Next up on the software engineering sampler platter are what I will refer to as software design techniques. Other terms used for these are software design notations, software modeling languages, software design paradigms, or the interesting term software design methodologies. This latter term has two problems: (1) some sources use the term to describe design methods while others interpret it to mean development lifecycles such as waterfall or agile, (2) technically speaking the term "methodology" is the study of methods, not to the methods themselves.
My own rough overview of the evolution of software design techniques is illustrated in Figure 3 (I acknowledge that I have grossly abused these diagrams for purpose of illustration!). This is certainly an over-simplification of this topic, and mixes simple design notations with more complete design paradigms, but these arguably represent the "big three", including the approximate times when those paradigms emerged.
All of these approaches have merit, and all are still in use today although the Unified Modeling Language (UML) [17] is almost certainly the most prominent. However, ignoring any limitations in the notations themselves, and there are plenty, one of the biggest barriers in software design and modeling lies in the availability of tools. When Structured Analysis/Structured Design (SA/SD) arrived on the scene, a number of Computer-Aided Software Engineering (CASE) tools emerged, such as Cadre Teamwork and Select Yourdan. Unfortunately these tools were subject to the same entropy that almost all software engineering tools seem to suffer from. This "entropy" is probably best illustrated via a modified version of Gartner's Hype Curve [18] ; the difference is that software engineering tools never seem to emerge from the valley of disillusionment and instead either quickly and quietly die, or perhaps live on in a community of users that are far less than satisfied but lack any better alternative ( Figure 4 ).
Figure 4. Software Design & Modeling Tool Entropy
There are a plethora of tools supporting UML, though I would argue this same modified Hype Curve still applies. Certainly some tools are targeted at particular types of applications and languages which partially accounts for the size of the UML tool "population", but if it were true that these tools were outstanding in features, functions and productivity, it seems the community would have rallied around a small number of them by now. However, the issue isn't entirely the fault of the tools-while UML has gained relatively widespread acceptance, as a design and modeling paradigm it may itself be languishing on the "Plateau of Resigned Acceptance"-far from ideal, but, at present, lacking any compelling alternative.
Software Lifecycles
There are a number of software development lifecycles described in the literature. However, I would argue that there are really only four:
Waterfall -characterized by a single "pass" through the primary engineering activities of requirements, design, code, and test, resulting in essentially a single delivery of the completed product.
Iterative -characterized by multiple passes through all or a subset of the requirements, design, code and test activities, resulting in multiple deliveries of the product with increasing levels of functionality implemented. Most of the non-waterfall lifecycles, including Agile, are some type of iterative approach.
Hybrid -characterized by a mix of waterfall and iterative approaches, in which the overall approach is waterfall but an iterative approach is taken for certain components that are less well defined and understood. In practice, even projects that are essentially entirely waterfall have some iteration in the form of multiple interim software deliveries (or "builds") leading up to the final delivery.
Rapid Prototyping -characterized by rapid software development for the purpose of clarifying a software need that is not well defined. Software engineering activities such as requirements, design and test are performed very informally, if at all. Rapid Prototyping results in software that, if it is to be used in operations, must be re-developed using more formal software engineering processes and lifecycles.
Almost anyone that has any association with software development today is familiar with Agile methods or some of its variants. As described above, the Agile approach is essentially just one form of an Iterative lifecycle. As such, there is nothing wrong inherently wrong with it. I will offer some cautions, however.
First, it is important in any lifecycle (other than perhaps Rapid Prototyping) to being with a solid set of top-level requirements and an overall software architecture. If these engineering activities are not performed, it is possible that after some number of iterations ("sprints" in Agile terms) the team may find that next set of functionality to be implemented does not fit in well with the architecture that "emerged" from the earlier sprints. However, there are those that choose Agile techniques in an attempt to minimize engineering activities other than coding; in those cases these up-front activities may very well be glossed over, introducing risk to the project. Second, in my own experience I have observed that the #1 reason Agile is chosen by projects today is not because it is always the most appropriate, but rather because it is the "latest trend". I don't know if other engineering disciplines suffer from this malady, but I have seen this tendency in other areas of software. Some years ago when Java was just emerging, I recall hearing a colleague singing the praises of a system they had just developed, concluding that "the best thing about it is that the whole thing is written in Java!" Well, Java may or may not have been the best language for that project, but the point is that using the latest lifecycle or language or tool doesn't make you cool-it makes you a crowd-follower. Software engineers must select tools and techniques, including lifecycles, based on their applicability to the problem at hand, and not because of their popularity.
Iterative approaches, and most notably Agile, have gained popularity even with non-software managers that are responsible for managing software efforts. This is because the approach does tend to provide managers with more insight into and a way to measure progress in the software development effort. This is a major win, as measuring progress is a problem that was highlighted even at the 1968 NATO conference [2] . However, iteration costs money, and sometimes waterfall, or a hybrid approach, may very well be the most appropriate lifecycle. The inability to measure progress in a waterfall development effort is not caused by any flaw in the lifecycle itself, but due to a lack of software engineering knowledge in the area of decomposition, which I will address further in Section 6.
Software Engineering Tools
Previously I discussed software engineering tools from the perspective of design and modeling tools; here I'll take a broader approach to the subject of tools for the software engineer. In that vein, then, I can only say… Tools? What tools? Examining other engineering disciplines, it is not difficult to identify at least some tools that are commonly used by most practitioners in the industry-tools such as AutoCad ® , SolidWorks ® , Ansys, and SPICE easily come to mind. Tools such as these allow high-fidelity models of a system to be created, and complex analyses to be conducted and the results visualized such as thermal and structural performance, and electrical circuit simulation and timing.
It is telling that in the world of software engineering, when thinking of tools commonly used by most practitioners in the industry, only programming tools come to mindcompilers like gcc, programming languages like C++, Java or Python, text editors like Emacs or VIM, and maybe Integrated Development Environments (IDEs) such as Eclipse. Nothing in that toolset addresses other perhaps more critical and often neglected software engineering activities such as timing analysis, processor and memory utilization, and data throughput analysis in the context of data structures in the design. Ironically, the tools used in other engineering disciplines are software! As a software community, we have been able to produce some valuable tools for other disciplines but somehow have not been able to create them for ourselves.
A DEFINITION
So far we have taken a historical look at software engineering, discovering how far back the term itself appeared, and how early many of the problems that remain today were recognized and lamented. We have also taken a rather rapid and certainly abbreviated survey of what has been produced in the intervening period from a multitude of valiant efforts to contribute to the field of software engineering. But the question remains: what is software engineering?
There are many definitions for the term "software engineering"-Wikipedia includes several that are all reasonable in one way or another. I'll proffer my own definition-software engineering is the discipline of engineering software. It may not sound profound, but I would argue that it is profound at least when set against the backdrop of what the term has come to mean at least in some circles, in which it has become almost synonymous with "software process specialist"-something more along the lines of a software-focused industrial engineer.
In preparation for this paper I sampled the software engineering degree plans from multiple universities. I was encouraged by what I saw-hopefully the term "software engineer" is starting to really mean what the name implies in our institutions of higher learning. I lack the space to discuss the pros and cons of related degrees such as Computer Science and Computer Engineering. However in my experience interviewing potential employees over many years I found that most with a degree specifically in "Software Engineering" had been steeped in a paper knowledge of software processes, but lacked the breadth, depth and practical knowledge to be a true practicing software engineer.
Another subtle but important distinction in my definition is that I do not see software engineering encompassing the entire spectrum of software-related activities such as acquisition, operations, and perhaps even maintenance. This puts my definition in partial conflict with most other definitions, including the official IEEE definition which is otherwise quite good: "the application of a systematic, disciplined, quantifiable approach to the development, operation, and maintenance of software; that is, the application of engineering to software" [19] .
Certainly acquisition, operations and maintenance are important aspects in the entire "lifecycle" of software; and engineering software that is operable and maintainable is critical. But trying to address all these other related-butseparate aspects of software has caused most software engineering standards efforts to wander off the path and into the abyss of quantity. Perhaps in addition to Software Engineering there need to be other disciplines such as Software Procurement and Software Maintenance. But I believe the discipline of Software Engineering should be focused on engineering software, pure and simple.
Looking back at the Software Engineering Sampler Platter, all of the things discussed there-processes, design methods, and lifecycles-and many more that I had not the time nor room in this paper to discuss are all efforts to add meat to the bones of what software engineering is. In spite of my somewhat pessimistic outlook on the state of our discipline, the ball has clearly been moved further down the field by many talented individuals and teams. But nonetheless it remains true that as I have observed seasoned practitioners in my various roles in management and an independent/outside reviewer of software projects, and as I have worked with new-hires fresh out of our latest and various software-related degree programs, somehow we seem to continue to miss the mark in terms of defining and communicating to the existing software community, and educating and training the next generation, in what it really means to be a software engineer. To some extent our discipline is still defined as computer programming, saddled with the perceived burden of documentation, and still largely lacking the "practical disciplines, that are traditional in the established branches of engineering" [2] .
SOME PRACTICALITY
I have already outlined some of the barriers that I believe are contributing to the as-yet muddy definition of what it means to be a software engineer. Having complained about the dearth of practicality in most recent endeavors in the field, I feel it is incumbent on me to provide some practical content that I believe is pertinent in the pursuit of software engineering.
As I reflect on the many projects over the years that I have had some exposure to, and that were most lacking in the application of software engineering practices, the issue that comes most to mind is that of context and decomposition. This problem is easily illustrated, in a somewhat humorous and perhaps only slightly exaggerated way, in Figure 5 .
Figure 5. Too-Typical Software Engineering in Practice
As seen in the figure, the definition of what is being engineered and its boundaries are nebulous, the item being engineered lacks any decomposition in terms of design elements, and the engineering activities are viewed as one monolithic effort rather than discrete activities.
Scope and Context
When asked to review a particular software effort, the first thing that I want to know is what software is being developed. This seems like a straightforward question, but I have found that the answer eludes many developers, or perhaps the point of the question escapes them. Often they are often unable clearly articulate what software they are developing and the boundaries of it.
When tasked with engineering anything-a bridge, a circuit board, or a building-the task is clear. The end product is physical and tangible. The end points of the bridge are obvious. The parts that will and will not be on the circuit board are easily definable. The physical limits of the building are evident. But software is not physical and its perimeter not so easily discernable. As such, the first step for the software engineer is to define what is being engineered, and to establish its boundaries.
Defining what software is to be engineered takes the form of identifying what was defined way back in DOD-STD-2167A as the list of Computer Software Configuration Items (CSCIs):
CSCI -An aggregation of software that satisfies an end use function and is designated for separate configuration management by the acquirer. CSCIs are selected based on tradeoffs among software function, size, host or target computers, developer, support concept, plans for reuse, criticality, interface considerations, need to be separately documented and controlled, and other factors. [10] I work primarily in the area of satellite flight software (FSW), so I'll use an example from that domain. It might be said that on a given project my job is to develop, well, the flight software for the satellite. However, making such a statement does nothing to add clarity. Breaking it down into CSCIs does add clarity. For example on a given satellite the software effort might be composed of four CSCIs (note that only 3 of them will actually execute on the satellite):
Bootstrap FSW CSCI -responsible for conducting built-in tests, initializing the hardware, and copying the operational FSW to memory and executing it.
Operational FSW CSCI -implements the full functionality required to operate the satellite.
Safe Hold FSW CSCI -implements only the functions required to maintain the satellite in a safe state in the event of a fault, pending ground intervention.
Ground System Simulator CSCI -simulates the ground system command and telemetry functions and communications interfaces to the satellite, and provides test scripting capability, for use during early ground testing of the satellite.
To clarify the boundaries of each of these CSCIs, a Context Diagram should be created for each-an example is shown in Figure 6 .
Figure 6. Example Context Diagram
Too often, what is being "software engineered" is imprecisely defined. If you don't know exactly what you are engineering, it will be difficult to get to the finish line. Identifying the CSCIs and establishing their boundaries are the first steps in scoping the work to be performed.
Decomposition
Software decomposition is typically defined as the task of breaking down a larger problem into smaller, more manageable parts. Decomposition is typically discussed in the context of the software itself, but I would argue that there are two types of decomposition:
Decomposing a CSCI into smaller design elements, and Decomposing the overall effort into a flow of engineering activities.
Design Decomposition
Approaches to software design decomposition have been the subject of many research efforts and form a significant part of most software design methods. Rather than review those approaches and the nuances of each, I will keep it straightforward. Once you have defined your CSCIs, each of those CSCIs should be broken down into components. Depending on your design paradigm these components may be called modules, classes, or, continuing the parlance of 2167A, Computer Software Components (CSCs) and Computer Software Units (CSUs). What you call them is not important; what is important is that you perform the engineering activity of decomposition to identify the major components, their boundaries and major functions. This engineering activity scales laterally and hierarchically-that is, the number of components identified, and the levels of decomposition needed, will vary depending on the size and complexity of the CSCI. Once this is complete, an overall architectural design diagram can be drawn, showing all (or at least the major) components and the control and data flow relationships between them.
Engineering Activity Decomposition
The second type of decomposition involves the flow of engineering activities. A quite exhaustive list of "software processes" have been identified and expounded on at length in most software engineering standards created in the last couple of decades. However as described in Section 4 part of the challenge is an implied and necessary complexity in the engineering process. In an effort to simplify things, when embarking on almost any activity I would argue that there are really only four steps: In my over 25 years of experience, I have found that one of the key problems is that many software developers cannot communicate which of these four steps they are working on at any given time because the engineering effort is so often conducted as a single amoebic activity as illustrated in Figure 5 , versus a realization that these steps should be practiced as distinct activities. That is, just as the software effort itself is often seen as one ill-defined "blob" of work, the steps and activities involved in creating that blob are equally unformulated.
But these steps do exist, they adapt and scale quite nicely to projects of all types and sizes, and all of the methods, tools, techniques, lifecycles and processes in the software engineering "toolbox" have a clear relation to one or more of these steps. Figure 7 illustrates a simple example of how the concepts of design and engineering activity decomposition work together.
Combined, software design and engineering activity decomposition help in the selection and application of software engineering tools and techniques, and provide granularity to the effort that provides insight into software progress, and significantly, an objective method to measure it. Once this dual decomposition has been done, the intangible nature of software has suddenly become tangible. There are many objective questions that can now be asked; just a few examples:
You have either defined your CSCIs or you have not.
You have either created a tangible and reviewable architectural design or you have not.
You have either written the requirements for a component or you have not.
You have either conducted a code review for a component or sub-component or you have not.
You have either completed the unit testing for a component or you have not.
You have either integrated the CSCs into a complete CSCI or you have not.
You have either analyzed and validated the software timing for the CSCI or you have not.
Notice in the figure and the example list above how design decomposition, engineering activity decomposition, and software engineering tools & techniques come together. What are you doing? At what level in the decomposition are you working? Go look in your toolbox and pick out what is needed for the task at hand-be it a type of diagram, a requirements database, a modeling tool, a peer review checklist, a formal release process or a bug tracker.
CONCLUSION
In my introduction to this paper I set the perhaps regrettable goal of making some progress in clarifying what it means to be a software engineer; to break it all down into something simpler; to create a "lens" through which the field of software engineering can be seen more clearly. In many respects I fear I have may have merely served to point out where some of the current problems are-where more work is needed. In doing so, however, I hope that I have provided some insights that will provide some clarity to budding software engineers, and that will guide future efforts to further mature the discipline of software engineering. To recap some of these points:
Software engineering is the discipline of engineering software. Reading voluminous and abstract texts on software processes, one can walk away feeling overwhelmed and uninspired. As I harken back to my days of jotting down "requirements" on notebook paper and drawing flowcharts for my TRS-80 Color Computer software, I am reminded that it doesn't always have to be so complicated.
A significant amount of work has been done since that landmark 1968 NATO Conference on Software Engineering. The quantity of information produced since that time makes sorting through it all a challenge, and the cumulative results have a rather disjointed feel. Efforts such as that represented in the SWEBOK Guide go a long way toward providing a central reference for the discipline, although I might argue a more practical guide is still needed.
The application of software engineering methods and techniques should be viewed as engineering activities, not as documents required by contract or processes mandated by an organizational quality program. Software engineers must be taught to think like engineers and instructed in the practices and tools of the trade. A clear distinction must be drawn in our educational institutions between the fields of software engineering and computer science, the latter of which should be focused on the research and development of new computing paradigms, algorithms, etc. This has begun to happen but we are not there yet.
The extensive focus on process over the last couple of decades has been at the expense of the practical, and may also account for the lack of compelling progress in the emergence of a set of commonly-used tools beyond the basic level of editors, languages, compilers and IDEs. Tools to validate a software design, analyze its performance, validate timing, assess resource utilization, analyze data throughput and visualize the results are sorely lacking in the discipline.
While there are some "processes" that should be included in almost any software effort, it is more helpful to view all of the processes, methods, and techniques as tools in the software engineer's toolbox to be utilized as appropriate. It is then incumbent upon the software engineer to understand the purpose and intent behind each of those processes and techniques so they can be correctly selected and applied.
One of the most important skills to learn as a software engineer is that of context and decomposition. Knowing what you are engineering and what engineering activity you are performing at all times is critical to knowing what tool or technique to apply, and is also the key to making progress, as well as measuring and reporting it.
