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Abstract 
The goal of this project is to develop a three-dimensional visualization of the outputs of 
a simulator designed to model the complex physics calculated to track a payload as it 
descends to Earth.  Developed for the United States Army Natick Soldier Research, 
Development and Engineering Center, the project focuses on rendering experimental 
data for enriched understanding of cargo dynamics and future research.  
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I. Introduction 
Currently one of the safest means of reinforcement and supply in the field, 
cargo drops have drastically raised in importance over recent years.  
Understanding the complex physics acting on an object free-falling has 
thus become more vital for efficient and safe future implementation of 
cargo drops.  Unfortunately, as of now the best simulation cargo drop 
software available does not offer three-dimensional output or tools for 
visualizing outputs in 3-D.  This project's focus was to create one such 
application that could visualize the results of the simulation of an air drop 
in a three-dimensional environment. Most people erroneously believe 
that cargo drops out of the belly of a plane.  In actuality, during a cargo 
drop, the cargo is dragged out the rear by several sets of parachutes.  The 
rear is separated into two doors, one on top and one on the bottom.  The 
bottom door opens downward until it is parallel with the floor, and the 
upper door opens inward until it is parallel with the ceiling.  As soon as the 
cargo is ready to be dropped, an extraction shoot is released (see figure 
1.1), which uses the wind resistance to drag the payload out of the craft.  
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Figure 1.1 
Cargo being dragged from plane 
by extraction chute 
 With the payload drawing near the edge, as it is being dragged out, it 
will begin to change orientation and ultimately it will tip over the edge and 
out of the plane.  This is important for larger payloads, as a mere 
miscalculation of the center of mass could result in a collision, which could 
result in a loss of payload and, potentially, damage to the aircraft.    
Once outside, the payload is almost in a state of free-fall, and the tiny 
extraction shoot will not be able to provide enough resistance to prevent a 
high-speed collision with the Earth.  Thus, several additional parachutes 
will be ejected along the fall towards the Earth (see figure 1.2).  Each 
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successive parachute is initially bound until it is unwrapped and pulled 
open by the previous parachute.  It is very important when dealing with 
these drops that the chutes are opened upwards to avoid the cords 
becoming entangled with the cargo, or some other unfavorable mishap.      
 
Figure 1.2 
Cargo ejected from plane 
as secondary parachute deploys 
By the end of the fall, the payload should be falling safely to Earth 
with the main parachute system open and active.  For simulations this 
project is concerned with, the payload is employing canopy parachutes, 
which resemble a sphere with the bottom half cut off (see figure 1.3).  Once 
the main parachute system is employed, the payload should be stable and 
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no longer in a state of violent rearrangement. 
.  
Figure 1.3 
Set of canopy parachutes inflated 
Thus, with this visualization it is hoped that a more sophisticated 
understanding of objects in free-fall can be gained, in order to continue to 
develop more efficient methods for air drops.  Parachutes have evolved 
immensely over the years due to constant experimentation, which 
unfortunately has been conducted mostly on a trial-and-error basis.  With 
the large amounts of money that are required to develop parachutes, it is a 
travesty when a drop fails and the cargo, air craft and/or parachute are 
damaged.  To this end, it would be beneficial to have an accurate 
visualization that can display different outcomes before investing funds 
into the manufacturing of parachutes and payloads. 
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II. The Goals of the MQP 
 
The requirements of this project were to look through the simulation 
output to find the most pertinent data and utilize it to create an accurate 
visual representation.  This data was to be displayed on screen dynamically 
after the simulation for further clarity.  Due to the time constraints limiting 
the project, the immediate goal was to render a payload along a trajectory 
calculated by a simulator, capturing position and orientation along its 
flight.  It is the hope of this project continues to development towards a 
complete three-dimensional visualization. Ultimately, it would account for 
every factor of this complex equation, in order to further perfect the 
designs of parachutes and the art of air drops.  
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III. Related Work 
3.1 DSSA 
The Decelerator System Simulation Application (DSSA) was originally 
designed by NASA to help understand the dynamics of a shuttle craft as it 
fell towards Earth.  The purpose was to understand how the use of 
parachutes and ensure that their utilization of air drag could ensure safe 
landings.  By gathering this data and analyzing it, experts have been able to 
develop more efficient and functional parachute designs.  
 Written in FORTRAN, the output of the DSSA is a multitude of Fort 
files, each containing different pieces of data.  Understanding this output is 
difficult for most users, and so, NASA eventually developed an Excel file 
with macros to help data input and output management (see Appendix 3.1, 
3.2 and 3.3).  This is an incredible tool for data input, being able to specify 
inputs and study output very precisely.  The DSSA Excel file allows the 
user to set more than just initial conditions, included parachute suspension 
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line lengths, composition of the payload and much more (see Appendix 3.4 
and 3.5).    
The only problem with this approach is, again, it lacks a intuition 
since all of the returned data is abstract.  One can get very accurate output, 
but in a text version, it is almost impossible to visualize exactly what the 
payload is doing at any given time in space (see Appendix 3.6).  Further, by 
dividing the data among many files, it would be an overbearing chore for 
any person to assemble it and recreate a visual representation. 
  Each file contains several hundred pages of output in its own format.  
Most have only one header followed by data; each data piece is separated 
by a tab and each line is ended with a new line character.  This makes them 
very easy to sift through for the most part.  Fort.11, however, is an 
exception to the group, repeating headers and having no new-line or tab 
characters separating data.  This is especially pertinent since Fort.11 
contains the angular acceleration of the payload's pitch, yaw and roll.  
These values can be integrated over time to generate the payloads 
orientation in space in degrees.   
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 The fact that the header is repeated throughout the file every six time 
stamps, while not completely insurmountable, is still an annoyance none 
the less. Further, there is also interwoven text noting when certain actions 
in the parachute are happening and what the important information about 
the parachute is.  This would come in quite useful if the project is ever to 
have the parachute implemented.  
 This aside, the major hindrance of the Fort.11 file is the lack of a 
uniform formatting.  The other Fort files utilized, Fort.733 and Fort.734, 
were easy enough to work with as the information was separated by tabs 
and new line characters (see Appendix 3.7 and 3.8, respectively).  Again, 
looking at Appendix 3.6, you might notice the lack of any coherent 
alignment of the data.  The data is separated by, what appears to be, a 
random assortment of spaces.   
3.2 C4 
C4 is a very powerful three-dimensional game engine created over several 
years by a software team, led by Eric Lengyel.  While it boasts many things, 
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the in-depth physics and math engines are some of its best characteristics.  
Written using C++, C4 is a great engine for anyone ranging from an 
experienced game developer to a beginner looking for a good place to start. 
 C4 uses a very fine-tuned hierarchy system where all objects and 
scene elements are nodes.  Starting with the Infinite Zone, which is always 
the base of the node tree, every node can have sub-nodes.  The Infinite 
Zone contains all nodes; every geometry, sub-zone, skybox, camera, entity, 
light, etc.  The implementation is quite clever and proves to be a clean way 
to set up the game engine.  Every node is related in some way, even if it is 
just a location node, it is still a sub-node of the Infinite Zone.  This makes 
traversing the node tree very simple; allowing the user to search for a node 
of a specific type and the game will never miss it.    
 Within the World Editor, you can import texture materials, geometric 
models, animations and such.  When a model is imported, you are allowed 
to alter it in the game space, then save it as a model (.mdl) which is 
registered with the engine and can be used thereafter.  There is an innate 
World Editor scripter, which allows the user to define in-game actions such 
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as doors opening and interactions with panels.     
Entities are models that are used in the game.  They have geometries 
and will usually have other properties, such as controllers.  A controller 
manipulates an entity as determined by hard-coded commands.  
Controllers must be registered to the world and the entity they control, but 
once that is established, you can define very specific behaviors that the 
game will run whenever appropriate. 
C4 was chosen for this project because of the powerful engines it 
ships with.  Editing in C4 is challenging, but once the engine design is 
understood it becomes very easy to manipulate data.  The design of the 
node tree provides the user an easy way to access any object in the world, 
which is great for creating this visualization.  Also, the way C4 handles an 
entity as a single node in the World Editor, then imports the actual data 
and expands it when the world is loaded, allowing for the plane model to 
hold more information than just the geometry which was very useful. 
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IV. Design of Visualization 
4.1 Visualization Description 
This project has been designed to give a real-time data visualization and 
feedback for a cargo drop.  After reading in and storing the data from the 
DSSA, the visualization uses this data to recreate the scene in the three-
dimensional environment of C4.  The payload, shown as it is ejected from a 
moving craft, is plotted in game space according to the accompanying data 
for that time-stamp. 
 The guidelines put in place for the visualization were for it to read in 
the pertinent data and plot it.  The most important data for this beta were 
time, position in space (height, position on the x-axis and position on the y-
axis), and rotation (pitch, yaw and roll).  The cargo was to be attached to 
the plane until specified, when it would detach and henceforth be 
controlled with the data read in from the Fort files.  Thus, first, the useful 
data must be found in the Fort files and stored in a meaningful manner for 
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re-use.  Then, the visualization must use the data read in to orientate the 
payload.  The payload should not move unless it is required to by the data.      
 
4.2 Overview     
This project was written in Microsoft Visual Studio 9, using C++ and 
created using the C4 game engine.  The DSSA, which should be stored in 
the project directory, is used to create the Fort files in the same directory for 
easy access.  The visualization then reads in all the Fort files and sifts 
through them for the relevant data at every timestamp.   
 In order to make the visualization more realistic, the plane should be 
moving with an initial velocity with the payload attached.  When the 
payload is released, it should no longer be managed by the plane and 
should take on a life of its own directed by its controller.  The controller 
should display the data being used to re-orient the payload to the screen so 
the viewer can see instantly what is going on and what the data means in a 
real-world sense.           
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V. Subsystem Design 
5.1 Game Subsystem 
When the visualization is initially loaded, C4 searches the node hierarchy, 
starting at the Infinite Zone, for a spawn locater and places a plane entity 
there.  Here, the plane model is inserted into the scene at the spawn locator 
and all of its data becomes part of the main hierarchy (see Appendix 5.1).  
The plane model has several locator markers, four that are used for 
propellers and one for the cargo.  Each locator is also a sub-node of the 
geometry it is attached to, so later the visualization can use the attach( ) 
function to make sure they are securely connected.  
Next, the visualization calls the File Reader( ) to converse with the 
DSSA output files.  By calling the File Reader( ) before the world is fully 
loaded, the visualization makes use of the load time and prepares the data 
into one readily available text file.  This also sped up testing by crashing C4 
immediately if something went wrong in the file reading. 
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 The game engine has the load, unload and quit commands registered, 
so using the command line a user can still work at multiple levels.  The 
visualization boots the one level created for cargo dropping, 
simulation.wld.  This level is very minimal, containing nothing more than a 
skybox, spawn locator and infinite light.         
 
5.2 File Reader 
When called, File Reader( ) opens and reads in the two Fort files used, 
Fort.734 and Fort.733.  It also creates a text file, plot.txt, as a write only file 
that stores the data.  To sort the data, strtok_s was used.  Strtok_s takes 
three parameters, two character arrays; strToken and strDelimeter, and a 
string array, context.  Strtok_s will read characters from a set of tokens 
stored as strToken until it encounters one of the delimiter characters defined 
by strDelimet.  Context is used to reference the data and record the position 
between each token.   
File Reader( ) employs the use of two character buffers for each file; 
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the first buffer is very large and reads in the whole file while the second 
reads the individual lines of the first buffer.  Both buffers use strtok_s, with 
the first using the new-line characters, \n\r, as delimiters while the 
second using the tab and space characters  \t for delimiters.  In order to 
make the data easier to use later, the program reads in and stores the time-
stamp from Fort.733 first.  Then, it goes to Fort.734 where it reads in and 
stores the height, reads in the pitch to be stored as the last entry since it 
comes after the height but before the x and y locations.  It then reads in the 
x and y locations, stores them and stores the saved pitch.  It then sets the 
first buffer for both Fort.734 and Fort.733 to the next token, and if neither is 
NULL, repeats the process. 
File Reader( ) continues to read the data in until there is a NULL token 
for either buffer, which should be the same as each line of data has its own 
new time-stamp.  After each piece of data is written to plot.txt, it is 
followed by a \t character, so the same process can be used to retrieve 
the data later.  After each time-stamp, when the program resets the buffer 
tokens, it also adds a new-line character to the output file, again, to make 
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the file more user-friendly. 
 Fort.734 is one of the more stuffed outputs of DSSA, containing a 
massive wealth of data.  As far as the immediate purposes of this project 
were concerned, this file contained the height, pitch (in degrees), and the x 
and y coordinates of the payload.  Effectively, the only piece of 
implemented data it lacked were the time-stamp, roll and yaw.  The time 
was read in from Fort.733, and was the only piece of useful information 
stored in this file making it very easy to navigate.   
 
5.3 Entities Subsystem 
An entity is the naming convention C4 employs to describe a model.  An 
entity on its own is not very useful; it is actually little more than a group of 
nodes, possibly holding nodes other than the geometry.  It is through the 
use of controllers that the C4 engine gives life to entities.   
Any node can have one controller which will govern the behavior of 
the node and make it live.  When a controller is registered to an entity, it 
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defines all of the functionality of the entity.  The entities used were that of a 
plane, payload and propeller, and each was setup with its own controller. 
In the World Editor, an entity can be placed, but it does not display 
the data held in it.  This is deferred until the code is executed at the game 
initiation that tells the game what to load for that entity.  After this, the 
entity becomes a node-group that contains all of the entitys data. 
 
 5.3.1 Plane 
Figure 5.1  
Plane model given by the NSRD&E 
 
Figure 4.1 shows the plane model supplied for this project by the NSRD&E.  
It became the foundation for the plane model used in C4.  The plane entity 
   
 
Page 22 
 
acts as the super-node for all of the other entities that are placed in the 
world.  Having an instance of a propeller that rotates around its center 
connected to each engine and the payload attached to the floor, the plane 
determines where every object is before the drop.  The plane controller is 
quite simple, all it does is move in a straight line at arbitrary height and 
position.  Since there is no ground in the visualized world, the position of 
the plane does not affect where the payload stops, since it will not be on 
the ground.     
 When it is first placed into the game, using a spawn locater, the 
plane's Preprocess( ) method iterates through all of the entities sub-nodes.  
If it finds a marker, it will determine if it is a propeller locater or the cargo 
locater.  It then creates an instance of the entity corresponding with that 
locater in the marker location, and attaches it to the super-node of that 
marker node.  The only difference, really, is the cargo starts asleep and 
remains such until the user specifies, while the propellers are initially 
activated. 
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 5.3.2 Propeller 
Figure 5.2 
Propeller model given by the NSRD&E 
 
Figure 5.2 shows the propeller model supplied for this project by the 
NSRD&E.  Once created in the world, the only action the four propellers 
have is to rotate.  This requires minimal code, accomplished by merely 
augmenting the spin angle each frame and redefining the rotation of the 
propeller.  It is very important, however, that the objects center is found 
and used in the transform, as it ensures the propeller rotates around the 
correct axis.  Without the center position the propellers are rendered 
rotating about their engines, but in an arc several feet around them.  To 
achieve this, the propellers position is set to that of its super-super-node, 
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which is one of the plane entitys engines. 
 5.3.3 Cargo 
Figure 5.3 
    Cargo model given by the NSRD&E 
 
 
Figure 5.3 shows the cargo model supplied for this project by the NSRD&E.  
The cargo entity is the most important object in the visualization, and as 
such, its controller does the most work.  The cargoController is responsible 
for reading data from plot.txt at every time-stamp.  Again, using a nested 
strtok_s the cargo reads in each line, delimited by the new-line character 
'\n', and then processes each piece of data from that line, delimited by the 
tab character '\t'.  As long as neither tokenizer returns NULL, it will 
continue to loop.   
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This controller also takes it upon itself to display the data 
dynamically to the screen as it reads it in and repositions the cargo entity.  
Unfortunately, there is no roll or yaw implemented, but the payload still 
follows the rest of the trajectory.  There is no parachute rendered attached 
to the payload, the payload follows data from the DSSA, which has each 
parachute accounted for.  Thus, the payload still acts as it would a real 
world simulation. 
 
5.4 Three-Dimensional Model Conversion 
The models used look nice, but at first they were actually not as user-
friendly as they could have been.  When the NSDR&E first supplied these 
models, they were stored as; C130_USAF_NoProps.3ds for the plane, 
Prop_6Blads.3ds for the propeller and JPADS_Pallet_Packed3ds for the 
cargo.  After importing the models into 3D Studio Max and converting 
them to .max files, it became apparent they needed some editing. 
 The propeller and payload simply had their normals inverted, as they 
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did not need an interior space.  It became apparent, however, that there 
would need to be an inside to the plane for the payload to rest in and an 
outside to view.  To correct this, the whole planes geometry was cloned.  
The clone was then scaled down slightly, and its normals were inverted.  
This, while it did not create a fully closed plane mesh, made a workable 
version of the plane for this project.  
 The mesh was then exported using Collada, a plug-in for 3D Studio 
Max which allows you to import into C4.  Saved as a .DAE file, the plane 
model was then able to be imported into the C4 world editor and converted 
into an entity.  Once in C4, the plane was edited to hold data for the 
propeller and payload locations, and saved as a model.  
 
5.5 Actions 
An action object represents an input action that is triggered by some input 
control, such as a key press on the keyboard or the click of a button on a 
mouse.  Actions must be registered with the Input Manager when the game 
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class is constructed to allow user input to manipulate the world.  Also, it 
must be registered in the engine.cfg file, in the Data/Engine directory. 
Without actions and action listeners registered, C4 will not know how to 
handle user input, and will thus ignore any such button click or key press.   
 Actions for keyboard input will have a Begin( ) and End( ) function, 
signifying when the button is being clicked and when it is being released, 
respectively.  These functions are the backbone of actions, making players 
able to shoot, run and look around in games.   
 In this project, there were originally several actions registered.  There 
were four move actions, using kActionMove, that were used to move the 
plane.  These were later removed as they were considered unnecessary for 
the visualization.  The only other action in the beta version is the 
kActionDrop, which indicates the payload has been deployed.  When a 
payload action of type kActionDrop is received, the Begin( ) function brings 
the payload comes to life.  At this time the camera shifts focus from the 
plane to the payload, which is then awoken using control->Wake( ).   
With the payload in motion, it is necessary that it ejects from the 
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plane properly.  Thus, discrepancy variables are now calculated to account 
for the actual position of the payload that will be altered by the data 
returned from the DSSA.   
As the time of the drop in actual game time is not the same as the 
time-stamp on the data being read in, the function accounts for the current 
time and uses this to calculate the elapsed time when rendering the drop.  
In a similar fashion, the position of the payload is not correct.  Without the 
discrepancy variables, rather than fall accurately according to the DSSA 
values, the payload would immediately teleport somewhere remote in the 
world.  These values are used throughout the rest of the program to plot 
where the cargo actually is in relation to the plane it just fell out of. 
 Now that it is awake, the payload will call it's Move( ) function once 
per frame.  In this function it dynamically displays the values of its position 
and pitch to the screen, until there are no more time-stamps and the 
visualization ends. 
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VI. Results 
6.1 Methodology 
This visualization followed an aggressive project time-line.  Accounting for 
the slow learning curve, and a multiple of technical difficulties, there were 
spastic times of progress and gridlock.  By focusing on either the code or 
the World Editor, little emphasis was placed on the DSSA until half way 
through.  Many nights were spent learning the engine, replacing old code 
with more efficient and complete versions. 
    
6.2 Successes 
Sufficient successes were made in the file reading and orientation settings.   
The major achievement is in the combination of these two, having read in 
the data and then returning it as visual output.  When the game loads the 
simulation world, it searches the node tree for locations, imports the 
models to their correct location and reads simulation data from DSSA Fort 
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output files and saves them as a new text file.   
Originally attached to the plane, upon user input, the payload falls 
from the plane and is mapped in space, (see Appendix 6.1 and 6.2).  Every 
frame the controller checks the next time stamp with the visualization time.  
If the current time is the same as the time stamp, the controller reads in the 
next iteration of simulated data, calculates the change in the payload 
orientation, renders the movement and updates the data text displayed on 
the screen.  When there is no further time stamp the visualization 
terminates itself.  
 
6.3 Problems 
 The first problem with this project was the Fort.11 file.  This file, which 
contains the yaw and roll of the payload, does not employ new-line or tabs 
characters, which makes collecting the correct piece of data impossible.  
The text lying among the data also serves to throw a wrench in the works.  
To get around this, setPosition( ) was tried, but was determined to be a 
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failure.  For the first dozen or so, setPosition( ) seemed to work, yet it was 
after several iterations that it eventually started losing decimal points.  
Eventually, yaw and roll contained text characters, which could not be 
converted properly to floating points and crashed the visualization.  Thus, 
as this was assumed to be the only file containing the yaw and roll values, 
they are not present in the final beta.  
  After converting them to .max models it became apparent they were 
not closed models, rather, they were merely collections of primitive shapes 
that were positioned in a manner that resembled a plane, payload or 
propeller.  Ultimately, none were full meshes and as such did not act 
appropriately in C4.  First of all, the normals were inverted, so when 
rendered, all one could see the opposite inside of the mesh as opposed to 
the immediate exterior.  This also caused difficulties with collisions, as the 
payload would fall right through the non-existent floor if the normals were 
flipped.   
  The most difficult problem was how shadows were cast by C4, with 
slits of light seeping through the holes in the entity geometry.  To counter 
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this, many attempts were made.  At first it seemed like combining all of the 
primitives, and merging them together along points or vertices would be 
the best approach.  Using 3D Studio Max, this approach was tried and 
found to be far too difficult, as it drastically reshaped the model geometry 
and caused gaps in the mesh.  Since making all of the meshes completely 
closed would have taken too much effort, shadows were just turned off 
and not rendered by C4 for this project.   
  Animations are a huge part of C4, and allow models to realign their 
geometries in the world.  This is incredibly useful for character models that 
are, say, running or jumping.  In this project, an animation of the plane 
opening the cargo doors was considered.  Unfortunately, since the 
geometry was not attached together, and lacked a skeleton, the information 
was never correct, and the animation always ended with the doors hanging 
slightly detached from the rest of the plane at an awkward angle in C4 
limbo.  Thus, the plane mesh used had its doors permanently rigged open.   
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6.4 Analysis 
After an in depth analysis of this project, there are some things that would 
have been done different: 
1. Get File Reader and controller design established much sooner.  If 
the File Reader were fully operational earlier on, it might have been 
able to use more data to create a more complete final product. 
2. Create a spectator camera and not a chase camera.  The camera 
had undeniable issues with focusing, but a spectator camera 
would have allowed the user to watch the visualization from 
whatever angle they desire. 
3. Set initial displacement of the payload to the plane also.  This 
would account for the velocity the payload had acting on it, thus, 
it would slowly fall out the back naturally like it should if the 
plane was going the same speed without being acted on by the 
extraction chute data.  
 
   
 
Page 34 
 
VII. Future Work 
The future of this project is very bright.  With enough time and care, and a 
thorough understanding of DSSA input/output processes, one could map 
each piece of data used in the DSSA into C4 to be rendered.  This would be 
incredibly time-efficient for mass data collection, allowing new and 
innovative approaches, and even completely ludicrous ones for fun, to be 
computer simulated and analyzed.  What this means is a visual 
understanding of the intricacies of the complicated physics calculated by 
the DSSA. 
 The next step would be to save a video of the simulation in addition 
to a more complex text based output.  This would allow users to re-watch 
videos, and have a copy of the input that generated it.  If a user finds a 
safer, more reliable drop setup, it would be inconsequential if he does not 
have a copy of the data for reference.  The true power of this project will 
come when it can be used as an alternative to field tests.  That is, when it 
can redirect any amount of the incredible budget sank into cargo drop 
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testing; rather than actually producing the payloads and parachutes just to 
drop said investment out of a moving aircraft and hope it goes well.      
 A front-end graphical interface that can communicate with the DSSA 
from the visualization would be the next step, and the most defining one.  
If the project could become a working whole, allowing users to manipulate 
the initial conditions (i.e., the payload size, center of mass, length of 
parachute cords, wind velocity, etc), then the user will have an 
indispensable tool for rapid progress in the field.  If the user were able to 
have such an immense level of control from the visualization, users will be 
able to understand, in a tangible sense, exactly what are the repercussions 
of even the most minor changes.  For instance, if changing the center of 
mass of an object by .2inchs in the positive x direction causes the payload 
to flip upside-down mid flight, it would be very difficult to notice such an 
irregularity in the current, monotonous text output.  With such 
visualization, however, even without paying full attention, users will be 
able to notice subtle improvements and hindrances in the performance and 
efficiency of each simulation.   
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VIII. Conclusions 
This project used state-of-the-art technology to help improve the rapidly 
growing area of air drops.  This visualization beta takes simulation data in 
the form of text, and recreates it as a three-dimensional video.  With this, 
operators and air drop professionals will have immediate feedback for 
different approaches to dropping massive payloads from moving aircraft.  
By working directly with the DSSA, this visualization offers a drastic 
improvement on the previous output.   
 This project encountered many unforeseen difficulties, which were 
met with innovative and creative solutions.  To completely design such 
visualization required much more than a single Major Qualifying Project.  
The final product is thus a beta that can read several pieces of key data and 
plot them accordingly in game world space.  It was an honor to work on 
this project, from the initial design to the final implementation. 
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X. Appendices 
 
Appendix 3.1 
Initial Conditions input screen  
of DSSA 
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Appendix 3.2 
Initial Conditions input screen  
of DSSA 
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Appendix 3.3 
Initial Conditions input screen  
of DSSA 
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Appendix 3.4 
Pallet orientation from DSSA 
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Appendix 3.5 
     Chute #2 input screen of DSSA 
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Appendix 3.6 
Fort.11 file except 
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Appendix 3.7 
Fort.733 file except 
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Appendix 3.8 
Fort.734 file except 
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Appendix 5.1 
Plane model(.mdl) in C4World Editor 
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Appendix 6.1 
Screen-shot from visualization before 
 cargo is released 
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Appendix 6.2 
Screen-shot from visualization 
after cargo is released 
 
 
 
 
 
 
 
 
