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Abstrakt
Cílem této diplomové práce je provést reöeröi nástroj  pro zpracování obrazu v opensourceo-
vém prost edí Scilab, následn  popsat jednotlivé kroky komprese. Pomocí jednoho konkrétního
nástroje vytvo it kodér formátu JPEG pro ú ely v˝uky. Jednotlivé kroky komprese jsou dále
detailn  zpracovány a vysv tleny v podob  kód  s podrobn˝m komentá em. Funk nost byla tes-
tována p evodem obrázku z bezztrátového formátu do vytvo eného JPEG formátu a otev ením
v nezávislém prohlíûe i obrázk .
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Abstract
This diploma thesis focuses on a research of Scilab open-source modules for image processing
and exact procedures involved in image compression. Its practical implementation includes
creation of a JPEG encoder for learning purposes. Each step involved is precisely explained and
commented appropriately. Functionality of the prototype was tested by converting a lossless
image format to JPEG and then analysing the output with a completely independent digital
image analyzer.
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Úvod
Cílem této diplomové práce je provést reöeröi nástroj  pro zpracování obrazu v opensourceovém
prost edí Scilab, následn  popsat jednotlivé kroky komprese JPEG. Pomocí jednoho konkrétního
nástroje (po dohod  s vedoucím práce) vytvo it kodér formátu JPEG pro ú ely v˝uky.
První  ást práce byla v nována popisu dostupn˝ch nástroj  pro práci s obrazem v prost edí
Scilab a byl vybrán pouze jeden nástroj. V˝b r nástroje byl proveden na základ  aktivity v˝voje,
dostupnosti dokumentace,  etnosti aktualizací, po tu staûení a míry podpory s poslední verzí
Scilabu. Tento nástroj byl otestován na dvou opera ních systémech, a to MS Windows verze
10 a Linux (distribuce Ubuntu 16.04). Pro dalöí práci byl pouûit opera ní systém MS Windows
verze 10.
Druhá  ást práce byla v nována detailnímu popisu jednotliv˝ch krok  komprese JPEG (p e-
vod z barevného prostoru RGB do YCbCr, dop edná diskrétní kosinová transformace, kvantizace
DCT koeficient , kódování, ukládání souboru do formátu JPEG).
Dále byly v prost edí Scilab vytvo eny funkce pro realizaci jednotliv˝ch krok  komprese
JPEG a následné uloûení zpracovan˝ch dat do formátu JPEG. Tyto funkce byly detailn  okomen-
továny pomocí komentá   uvnit  funkce. Nakonec byla otestována funk nost kodéru p evodem
obrázku z bezdrátového formátu do mnou vytvo eného JPEG formátu a následn˝m otev ením
v nezávislém prohlíûe i obrázk .
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1 Nástroje pro práci s obrazem v prost edí Scilab
V této diplomové práci se budeme v novat Scilabu verze 6.0.0. Detailní instrukce pro instalaci
softwaru naleznete v mé bakalá ské práci Vyuûití prost edk  Scilab pro simulace zpracování
signál , kde je popsána instalace Scilab verze 5.5.2 na systému Windows 8 a na systému Linux
– Ubuntu 14.04.
Nástroje pro práci s obrazem se nacházejí v ATOMS (AuTomatic mOdules Management
for Scilab). Tento repozitá  obsahuje rozöí ení modul  Scilabu. V ATOMS nalezneme nejr z-
n jöí balí ky, p íkladem m ûe b˝t balí ek pro zpracování obrazu, grafické uûivatelské rozhraní,
zpracování signálu a jiné. Pro zpracování obrazu jsou dostupné tyto moduly:
• SIP – Scilab Image Processing Toolbox (2011),
• IPT2 – Image Processing Toolbox 2 (2013),
• SIVP – Scilab Image and Video Processing toolbox (2014),
• IWTT – Integer Wavelet Transform ToolBox (2015),
• OFIP – OpenCV Function Implementation through Python (2016),
• IPD – Image Processing Design Toolbox (2016),
• FCVT – Computer Vision Toolbox (2017),
• IPCV – Image Processing and Computer Vision Toolbox (2017),
• SCICV – Scilab Computer Vision Module (2017).
P i v˝b ru nejvhodn jöího modulu byl kladen d raz na aktivitu v˝voje, dostupnost doku-
mentace,  etnost aktualizací, po et staûení a míru podpory s poslední verzí Scilabu. Vöechna
kritéria spl ují moduly IPCV (2017) a SCICV (2017). Ostatní moduly nejsou podporovány
v nejnov jöí verzi Scilabu. P i ov  ování aktivity v˝voje a dostupnosti dokumentace byl, po kon-
zultaci s vedoucím práce, vybrán modul IPCV (2017). IPCV (2017) má oproti SCICV (2017)
p ehledn jöí dokumentaci, a také rozöí enou podporu, která m ûe pomoci p i  eöení problém .
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1.1 Instalace nástroje IPCV na systému Windows verze 10
Instalace nástroje IPCV na systému Windows m ûe b˝t provedena dv ma zp soby. Jedním ze
zp sob  je instalace p íkazem --> atomsInstall("IPCV"), kter˝ napíöeme do konzole a balí ek
se nám nainstaluje. Poté program restartujeme. Po restartování se nám zobrazí na ten˝ modul
(obrázek 1).
Obrázek 1: Na tení nástroje IPCV po instalaci na systému Windows.
Druh˝ zp sob je pouûití „klikátka“, coû m ûe b˝t pro uûivatele p ív tiv jöí. Najedeme myöí
na horní panel, klikneme na Aplikace a zvolíme Správce Modul  - ATOMS (obrázek 2). Otev e
se okno, kde vidíme vöechny dostupné moduly. Vybereme Image Processing (obrázek 3), a poté
klikneme na Image Processing and Computer Vision Toolbox (obrázek 4). Dále klikneme na
tla ítko Instalovat, a poté program restartujeme. Po restartování programu m ûeme ve správci
aplikací - ATOMS vid t nainstalované moduly (obrázek 5).
Obrázek 2: Instalace nástroje IPCV pomocí „klikátka“ – krok 1.
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Obrázek 3: Instalace nástroje IPCV pomocí „klikátka“ – krok 2.
Obrázek 4: Instalace nástroje IPCV pomocí „klikátka“ – krok 3.
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Obrázek 5: Na tené moduly ve Správci Modul  – ATOMS.
1.2 Instalace nástroje IPCV na systému Linux - Ubuntu 16.04
Instalace nástroje IPCV na systému Linux – Ubuntu 16.04 je trochu komplikovan jöí neû na
systému Windows. Prvním poûadavkem je mít nainstalované v˝vojové soubory pro knihovnu
OpenCV. Do okna terminálu napíöeme p íkaz sudo -i, kter˝ nás p epne na root uûivatele. Root
uûivatel má oprávn ní vykonávat více operací, jako je nap íklad instalace program . Nyní nain-
stalujeme v˝vojové soubory. Pouûijeme p íkaz apt-get install libopencv-dev, dále p idáme
nonfree repozitá  pomocí p íkazu add-apt-repository --yes ppa:xqms/opencv-nonfree
(tento repozitá  není sou ástí systému). Poté aktualizujeme systém p íkazem apt-get update
a nainstalujeme nonfree v˝vojov˝ soubor p íkazem apt-get install libopencv-nonfree-dev.
Druh˝m poûadavkem je odstran ní vöech libgomp* ve sloûce scilab-6-0-0/lib
/thirdparty/redist. Je to z d vodu správné funk nosti modulu IPCV. Pokud dané soubory
neodstraníme, tak se nám modul nena te správn  a nebudeme ho moci pouûívat.
Po zvládnutí prvního i druhého poûadavku spustíme program a nainstalujeme dan˝ modul.
Op t ho m ûeme nainstalovat dv ma zp soby, jak bylo uvedeno v p edchozí podkapitole 1.1.
Pro vyzkouöení funkcionality modulu IPCV si stáhneme na plochu obrázek, v mém p ípad 
se jedná o obrázek s názvem Lenna.png. Po spuöt ní programu provedeme následující p íkazy:
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-->s=imread("/home/parallels/Desktop/Lenna.png") // ulozeni obrazku do matice
-->imshow(s) // zobrazeni nacteneho obrazku
V˝pis 1: Uloûení a zobrazení obrázku
Obrázek 6: Na tení obrázku pomocí nástroje IPCV.
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2 Matematick˝ aparát
D íve, neû se budeme bavit o kompresi JPEG, kde se pouûívá diskrétní kosinová transformace,
je vhodné si p ipomenout rozvoj funkce ve Fourierovu  adu a diskrétní Fourierovu transformaci.
2.1 Fourierovy  ady
Zopakujme si vztahy pro rozvoj signálu ve Fourierovu  adu [2],[15]. Kaûd˝ periodick˝ sig-
nál, kter˝ je energetick˝ (má kone nou energii) na základní period  T0, lze rozvést do sou tu
harmonick˝ch funkcí s frekvencemi odpovídajícími celo íseln˝m násobk m základní frekvence

















Koeficient cˆ[0] naz˝váme stejnosm rná sloûka signálu x(t).  len 1/T0 je ortonormaliza ní
koeficient. Odtud lze odvodit reáln˝ tvar Fourierovu  ady
x(t) = aˆ[0] +
Œÿ
k=1
aˆ[f0k] cos(2fif0k t) + bˆ[f0k] sin(2fif0k t). (4)
Koeficienty aˆ[f0k] a bˆ[f0k] spo teme následovn :

















x(t) sin(2fif0k t)dt, (7)
kde integrujeme p es dobu trvání základní periody T0. Koeficient aˆ[0] naz˝váme stejnosm rná
sloûka signálu x(t).
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P i rekonstrukci signálu x(t) z koeficient  Fourierovy  ady dochází k periodickému rozöí ení
signálu na celou mnoûinu R. P i v˝po tu koeficient  m ûeme zám rn  signál rozöí it periodicky
tak, ûe vznikne funkce sudá (sudé periodické prodlouûení). Toto rozöí ení je vhodné proto, ûe
je spojité v krajních bodech p vodního intervalu. V tomto p ípad  budou vöechny koeficienty
bˆ[f0k] rovny nule. Vyruöí se tedy vöechny sinové sloûky a z stanou pouze sloûky kosinové. Toho
lze vyuûít ke sníûení mnoûství pot ebn˝ch koeficient .
2.2 Diskrétní Fourierova transformace (1D DFT)
Diskrétní Fourierova transformace je diskrétní obdobou rozvoje signálu v sou et Fourierovy  ady
[4],[16]. Uvaûujme diskretizovan˝ vztah pro v˝po et koeficient  Fourierovy  ady. Pak platí, ûe
vstupní signál je roven periodické diskrétní posloupnosti x[n] = x(nTvz) = {x[0], x[1], . . . , x[N ≠




cˆ[k]ei2fi 1N kn, (8)






x[n]e≠i2fi 1N kn. (9)
 len 1/N p ed sumou je ortonormaliza ní koeficient. Koeficienty jsou rozloûeny na frekven ní
ose ve vzdálenosti 1/N od sebe navzájem, a tedy 1/N odpovídá základní frekvenci signálu.
Vektor o sloûkách |cˆ[k]| naz˝váme magnitudov˝m spektrem a vektor o sloûkách arg(cˆ[k]) fázov˝m
spektrem signálu x[n].
2.3 Diskrétní kosinová transformace (1D DCT)
Jedná se o speciální p ípad diskrétní Fourierovy transformace. Jde o obdobu Fourierovy  ady
v reálném tvaru pro sudé periodické prodlouûení signálu [3].
Jednotlivé hodnoty vzork  signálu ozna me symbolem x[n], kde n je pozice vzorku (index)
v signálu. Po aplikaci jednorozm rné diskrétní kosinové transformace získáme sadu transformo-




x[n] cos (2n+ 1)kfi2N , (10)









Tento vztah m ûeme zapsat také s vyuûitím Kroneckerova ”, pro n û platí
”nk =










x[n] cos (2n+ 1)kfi2N . (11)
Obrázek 7: 1 perioda signálu (vlevo) a jeho sudé prodlouûení (vpravo) a jejich DFT spektra.
Obrázek 8: 1 perioda signálu a její DCT spektrum.
Na obrázku 7 vlevo m ûeme vid t 1 periodu kosinové vlny a její DFT spektrum. Magnitudové
spektrum ukazuje velikost koeficient  Fourierovy  ady. Fázové spektrum zobrazuje argumenty
koeficient  Fourierovy  ady. Vpravo m ûeme vid t sudé prodlouûení signálu a jeho DFT spek-
trum. Zde m ûeme vid t, ûe jsme zvolili správné krokování p i odebírání vzork .
20
Na obrázku 8 vidíme 1 periodu sudého signálu a její DCT spektrum. DCT spektrum obsahuje
pouze amplitudové spektrum, protoûe amplitudy mohou nab˝vat pouze kladn˝ch nebo záporn˝ch
hodnot. Fázové spektrum tedy není zapot ebí.
Obrázek 9: 1 perioda signálu (vlevo) a jeho sudé prodlouûení (vpravo) a jejich DFT spektra (jiné
vzorkovací  asy).
Obrázek 10: 1 perioda signálu a její DCT spektrum (jiné vzorkovací  asy).
Na obrázku 9 vlevo m ûeme vid t jin˝ krok vzorkování. Jde vid t, ûe pro jednu periodu
signálu se DFT provede správn . Pokud se zam  íme na pravou  ást, kde máme sudé prodlouûení
signálu, vidíme v magnitudovém spektru postranní öpi ky. Tyto öpi ky se v p vodním spektru
nevyskytovaly. Je to zp sobené jevem Leakage (prosakování ve spektru). V p ípad  DCT na
obrázku 10, kde se po ítá na sudém prodlouûení, také dojde k leakage (první vzorek, kter˝ je
na indexu 0, se p i prodlouûení zdvojí). Tento jev se nedá v reáln˝ch aplikacích odstranit, ale je
moûné ho eliminovat pouûitím okenních funkcí.
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2.4 Dvourozm rná diskrétní Fourierova transformace (2D DFT)
Dvourozm rná diskrétní Fourierova transformace vychází z jednorozm rné DFT. Pokud tedy
zobecníme rovnici 9, bude mít 2D DFT následující tvar:









x[m,n]e≠i2fi 1M 1N u v nm. (12)
P i v˝po tu tedy procházíme nejprve  ádky a pak sloupce matice dat (signálu) x[m,n].
Obrázek 11: DC sloûka a její DFT spektrum.
Na obrázku 11 vlevo m ûeme vid t DC komponentu a vpravo její DFT spektrum. Magnitu-
dové spektrum obsahuje koeficient DC komponenty, kter˝ je umíst n na pozici nulové prostorové
frekvence.
Obrázek 12: Kosinová vlna a její DFT spektrum.
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f_sp = 1;// prostorova frekvence
tilt_deg = 0;// sklon
phase_shift = 0;// fazovy posun
z_1 = cos(2*%pi*f_sp*(x_1*cosd(tilt_deg) + y_1*sind(tilt_deg)) - phase_shift);
V˝pis 2: Implementace kosinové vlny.
Pokud se podíváme na obrázek 12, kter˝ zobrazuje kosinovou vlnu (vlevo) a její DFT spek-
trum (vpravo), dle v˝öe uvedené implementace m ûeme vid t generování vlny. Na magnitudovém
spektru si m ûeme vöimnout dvojice koeficient  odpovídajících harmonické sloûce.
Obrázek 13: Sinová vlna a její DFT spektrum.
f_sp = 1; // prostorova frekvence
tilt_deg = 0; // sklon
phase_shift = 0; // fazovy posuv
z_2 = 1 + sin(2*%pi*f_sp*(x_1*cosd(tilt_deg) + y_1*sind(tilt_deg)) - phase_shift);
V˝pis 3: Implementace sinové vlny.
Na obrázku 13 m ûeme vid t sinovou vlnu (vlevo) a její DFT spektrum (vpravo). Magni-
tudové spektrum obsahuje koeficient stejnosm rné sloûky o velikosti jedna umíst né na pozici
jednotkové prostorové frekvence a dále dvojice koeficient  odpovídajících harmonické sloûce. Fá-
zové spektrum obsahuje dvojici bod  opa n˝ch hodnot fází odpovídajících dvojici komplexn 
sdruûen˝ch koeficient .
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2.5 Dvourozm rná diskrétní kosinová transformace (2D DCT)
Dvourozm rná diskrétní kosinová transformace se vytvá í zobecn ním jednorozm rné DCT 11
[5]. Vstupem do 2D DCT je vzorkovan˝ signál uloûen˝ jako matice, kter˝ ozna me symbolem

















x[m,n] cos (2m+ 1)ufi2M cos
(2n+ 1)vfi
2N . (13)
Obrázek 14: DC komponenta a její DCT spektrum.
Na obrázku 14 m ûeme vid t DC komponentu (vlevo) a její DCT spektrum (vpravo). Stej-
nosm rná sloûka je na indexech (0,0). Dále následují nulové hodnoty, protoûe zde nemáme ûádné
st ídavé sloûky.
Obrázek 15: Kosinová vlna a její DCT spektrum.
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Na obrázku 15 je zobrazena kosinová vlna (vlevo) a její DCT spektrum (vpravo). Zde se
vyskytuje práv  jedna st ídavá sloûka, která odpovídá vstupní kosinové vln .
Obrázek 16: Sinová vlna a její DCT spektrum.
Na obrázku 16 se nachází sinová vlna (vlevo) a její DCT spektrum (vpravo). Zde si m ûeme
op t vöimnout jen jedné st ídavé sloûky, která odpovídá vstupní sinové vln .
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3 Komprese JPEG
Existuje velké mnoûství grafick˝ch formát  pro ukládání digitální grafiky. Grafické formáty sta-
novují pravidla, podle kter˝ch je obrázek uloûen v souboru. Formáty se rozd lují na základ 
zp sobu uloûení grafické informace, d lí se na rastrové a vektorové formáty.
1. Rastrové formáty popisují matici barevn˝ch bod , tedy bitmapu. Obraz se skládá z jed-
notliv˝ch pixel , kde kaûd˝ pixel má definovanou barvu. Rastrové formáty d líme na bez-
ztrátové, ztrátové a ztrátov  neutrální.
(a) Bezztrátové:
• BMP (Windows Bitmap),
• DNG (Digital Negative),
• PNG (Portable Network Graphics),
• GIF (Graphics Interchange Format),
• TIFF (Tagged Image File Format).
(b) Ztrátové:
• JPEG (Joint Photographics Experts Group).
(c) Ztrátov  neutrální:
• EXIF (Exchangeable Image File),
• WDP (Windows Media Photo).
2. Vektorové formáty popisují objekty v obraze pomocí p íkaz  a rovnic. Obraz se skládá
z jednotliv˝ch geometrick˝ch objekt , p íkladem m ûe b˝t obdélník, elipsa, k ivka apod.
Kaûd˝ objekt má definovanou barvu, styl obrysu a v˝pl :
• SVG (Scalable Vector Graphics),
• EPS (PostScript),
• PDF (Portable Document Format).
JPEG jako formát obrázk 
Jedním z nejrozöí en jöích formát  soubor  je JFIF [8](JPEG File Interchange Format), také
znám˝ jako JPEG (Joint Photographic Experts Group), coû je konsorcium, které kompresi na-
vrhlo. Základní kompresní schéma JPEG bylo schváleno v roce 1992, a následn , v roce 1994,
doölo k definitivnímu schválení schématu pod ozna ením ISO/IEC 10918–1. Nejb ûn jöími p ípo-
nami formátu JPEG jsou .jpg, .jpeg, .jfif, .jpe. Formát JPEG se pouûívá p edevöím pro ukládání
fotografick˝ch snímk  nebo maleb realistick˝ch scenérií s hladk˝mi p echody v tónu a barv .
Jsou to obrázky, které zobrazují reáln˝ sv t a vznikají v töinou jako fotografie z digitálního
fotoaparátu, pomocí mobilních telefon , nebo jin˝m zp sobem digitalizace obrazu.
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Na druhou stranu je formát JPEG nevhodn˝ pro obrázky s velk˝mi jednobarevn˝mi plochami
a ostr˝mi hranami. Není ani vhodn˝ pro perokresbu, zobrazení textu nebo ikonky, protoûe
kompresní metoda JPEG vytvá í v takovém obrazu viditelné a ruöivé artefakty. Na obrázku
se objeví malé  tvere ky. Formát JPEG byl spolu s formátem GIF b ûn  nejpouûívan jöím
formátem pro kompresi obrázk  na webu, jako jsou designové prvky a loga. V dneöní dob  je
vytla ován formátem PNG.
JPEG je ztrátová komprese, kde je cílem ukládat data úsporn  a dosáhnout toho, aby rozdíl
mezi uloûen˝mi a p vodními daty byl tém   nepost ehnuteln .˝ V˝sledek se sice nerovná p vod-
ním dat m, ale je jim velice podobn˝ a s ohledem na nedokonalost lidsk˝ch smysl  je rozdíl
nev˝znamn .˝ Ztrátová komprese má nízkou v˝po etní náro nost. Uplat uje se p edevöím u ob-
razov˝ch a zvukov˝ch dat. V˝hodou je moûnost velk˝ch kompresních pom r  za cenu minimální
ztráty kvality. Poûadovaná kvalita obrazu se pohybuje v rozmezí 7:1 aû 30:1. P i ukládání ob-
rázk  pomocí JPEG komprese je moûné nastavit t i parametry: mód komprese, kvalitu a zp sob
uloûení barev.
P i nastavení módu komprese je nej ast ji vyuûíván sekven ní, neboli základní mód. Dále
je moûné pouûít nastavení progresivního módu komprese. Tento mód ukládá obrázek tak, ûe
je moûno jej rekonstruovat od po áte ního úseku souboru cel ,˝ ale v horöí kvalit . Kvalita se
postupn  zvyöuje s postupn˝m na ítáním obrázku. Tento mód se vyuûívá v p ípad , ûe má
uûivatel pomalé p ipojení k internetu. Na tení obrázku netrvá dlouho, ale jeho kvalita je horöí.
Dále je moûné nastavit kvalitu a zp sob uloûení barev. Toto nastavení se projeví v kvalit 
a velikosti souboru. Uûivatel si zvolí, jak velkou ztrátu chce.
Jednotlivé kroky JPEG komprese
Komprese probíhá v n kolika krocích. Tyto kroky si v této kapitole detailn  probereme. Na ná-
sledujícím obrázku 17 m ûeme vid t základní posloupnost krok  komprese. Po této posloupnosti
krok  následuje ukládání samotného obrázku do formátu JPEG. Tento proces si také detailn 
popíöeme v kapitole 4. Jednotlivé implementace, které budou v této kapitole uvedeny, se budou
t˝kat pouze jasové sloûky Y (krom  p evodu z RGB do YCbCr).
Obrázek 17: Jednotlivé kroky JPEG komprese.
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3.1 P evod RGB do YCbCr
Prvním krokem JPEG komprese je p evod z barevného prostoru RGB do YCbCr [1], [9]. U ba-
revného modelu RGB (Red-Green-Blue) se bavíme o aditivním zp sobu míchání barev, p i n mû
se jednotlivé sloûky barev s ítají a vytvá ejí sv tlo v töí intenzity. RGB se pouûívá v projektorech
nebo v barevn˝ch monitorech. Nepot ebuje vn jöí sv tlo, tzn. monitor svítí i v naprosté tm ,
na rozdíl od barevného modelu CMYK. Model CMYK je zaloûen˝ na subtraktivním míchání
barev. M ûeme  íci, ûe jde o míchání barev, kde se s kaûdou dalöí p idanou barvou ubírá  ást
p vodního sv tla. Oba modely jsou zobrazeny na obrázku 18.
Obrázek 18: RGB model (vlevo) a CMYK model (vpravo).
Pokud se bavíme o RGB modelu, tak smícháním  ervené a modré barvy dostaneme purpuro-
vou barvu. Smícháním modré a zelené barvy vznikne barva modrozelená. Spojením barvy zelené
a  ervené získáme barvu ûlutou. Smícháním vöech t í základních barev dostaneme bílou barvu.
V p ípad  CMYK modelu spojením modrozelené a ûluté barvy získáme barvu zelenou. Smíchá-
ním ûluté a purpurové barvy dostaneme  ervenou barvu a smícháním purpurové a modrozelené
vznikne barva modrá. Smícháním vöech t í základních barev dostaneme barvu  ernou.
YCbCr je jeden z dalöích barevn˝ch model , kter˝m ûeme najít i pod názvem YUV. Pouûívá
se zejména u videa a digitálních fotografií. Prostor YCbCr se skládá ze sloûek Y, Cb a Cr.
Sloûka Y nese informaci o sv tlosti pixel  (jas) bez ohledu na jejich barvu. Sloûky Cb a Cr jsou
barvonosné sloûky, kde Cb je modrá sloûka a Cr je  ervená sloûka. Lidské oko je více citlivé na
zm ny jasu Y neû na zm ny barvonosn˝ch sloûek Cb a Cr. Na obrázku 19 je vid t spojitost mezi
barvov˝mi prostory RGB a YCbCr. P evod jednotliv˝ch barvov˝ch sloûek R, G a B na sloûky
Y, Cb a Cr se provádí dle rovnic (14), (15) a (16).
28
Obrázek 19: Vykreslení RGB kostky v RGB prostoru (vlevo) a v YCbCr prostoru (vpravo) –
v˝pis 20.
Y = 0, 299 ·R+ 0, 587 ·G+ 0, 114 ·B, (14)
Cb = ≠0, 1687 ·R≠ 0, 3313 ·G+ 0, 5 ·B + 128, (15)
Cr = 0, 5 ·R≠ 0, 4187 ·G≠ 0, 0813 ·B + 128. (16)
V˝öe uvedené rovnice vracejí hodnoty v rozsahu 0 ≠ 255. Z d vod  správného v˝po tu
diskrétní kosinové transformace je nutné tento rozsah posunout do nového rozsahu od ≠128 do
128. To lze provést ode tením hodnoty 128 od jednotliv˝ch sloûek. Upravené rovnice vypadají
následovn :
Y = 0, 299 ·R+ 0, 587 ·G+ 0, 114 ·B ≠ 128, (17)
Cb = ≠0, 1687 ·R≠ 0, 3313 ·G+ 0, 5 ·B, (18)
Cr = 0, 5 ·R≠ 0, 4187 ·G≠ 0, 0813 ·B. (19)
function vystup = RGB_YCBCR(vstup)
vstup = double(vstup)//prevedeme na datovy typ double (kvuli nasobeni desetinnymi cisly)
[radky, sloupce] = size(vstup) //zjisteni poctu radku a sloupcu ze vstupu (obrazek)
//vytvoreni matice o velikosti radku a sloupcu ze vstupu (o trech kanalech RGB)
vystup = zeros(radky,sloupce,3)
//vypocet slozky Y
vystup(:, :, 1) = 0.299 * vstup(:, :, 1) + 0.587 * vstup(:, :, 2) + 0.114 * vstup(:, :, 3);
vystup(:, :, 2) = - 0.1687 * vstup(:, :, 1) - 0.3313 * vstup(:, :, 2) + 0.5 * vstup(:, :, 3) +
128;//vypocet slozky Cb
vystup(:, :, 3) = 0.5 * vstup(:, :, 1) - 0.4187 * vstup(:, :, 2) - 0.0813 * vstup(:, :, 3) +
128;//vypocet slozky Cr
endfunction
V˝pis 4: Implementace funkce pro p evod z barevného prostoru RGB do YCbCr.
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Obrázek 20: Ukázka zobrazení vöech sloûek z prostoru YCbCr.
Na obrázku 20 m ûeme vid t p evod z RGB prostoru do YCbCr prostoru. V levém horním
rohu je vstupní obraz v RGB. Po p evodu do YCbCr zde máme sloûku Y (vpravo naho e), sloûku
Cb (vlevo dole) a sloûku Cr (vpravo dole).
Pro p evod z RGB do YCbCr je také moûné pouûít funkci rgb2ycbcr() z balí ku IPCV, je
vöak t eba dbát na to, ûe funkce vrací obraz ve formátu YCrCb (sloûky Cr a Cb jsou p ehozeny).
3.2 Dop edná DCT
V p edchozí kapitole 2 jsme si p ipomn li rozvoj funkce ve Fourierovu  adu a diskrétní Fourierovu
transformaci. Také jsme uvedli jednorozm rné a dvourozm rné diskrétní kosinové transformace.
Diskrétních kosinov˝ch transformací existuje n kolik typ , p esn ji 8 standardních variant. V li-
teratu e jsou ozna eny  ímsk˝mi  íslicemi jako DCT I aû DCT VIII [10].
B ûn  se pouûívají 4 varianty DCT. Nejpouûívan jöí variantou je DCT II. Tento typ je po-
uûíván pro v töinu praktick˝ch úloh. Dvourozm rná diskrétní kosinová transformace typu II
(2D DCT) se pouûívá nap íklad v souborov˝ch formátech. V naöem p ípad  se jedná o stan-
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dard JPEG. Dále se pouûívá ve formátech, které jsou ur eny pro p enos videa. P íkladem jsou
standardy MPEG 1, MPEG 2, MPEG 4. V˝hody diskrétní kosinové transformace:
• Typick˝ obrázek se spojit˝mi p echody barev má vizuáln  nejd leûit jöí informace o ob-
rázku koncentrované v malém po tu kosinov˝ch funkcí o nízk˝ch frekvencí.
• Pro zp tnou transformaci se vyuûívá stejného postupu, protoûe u DCT jsou frekven ní
koeficienty reálné.
Existují vöak i jiné transformace, které by byly vhodné pro n které úlohy. P íkladem m ûe b˝t
vlnková transformace (Wavelet Transform) nebo KLT (Karhunen – Loeve Transform). Ty vöak
z d vod  obchodních, patentov˝ch, nebo i implementa ních prozatím DCT v praxi nep ekonaly.
D íve, neû se aplikuje DCT, se pro kaûdou sloûku (Y, Cb, Cr) provádí rozd lení do blok 
8◊8 pixel . P i rozd lování obrázku na dané bloky se nemusí cel˝ obrázek na ítat do pam ti, ale
je dosta ující osm aktuálních obrazov˝ch  ádk . To je v˝hodné u specializovan˝ch  ip , které
se pouûívají v kamerách nebo digitálních fotoaparátech. Pokud nastane situace, kdy öí ka nebo
v˝öka není d litelná osmi, je nutné doplnit zb˝vající hodnoty. Hodnoty by m ly b˝t dopln ny tak,
aby se do co nejv töí míry sníûil podíl energie ve vyööích frekvencích. To obecn  vede k lepöímu
komprima nímu pom ru.
Po DCT dostaneme 64 koeficient . Ty si m ûeme ozna it sou adnicemi (u, v), kde u, v =
0, 1, . . . 7. První koeficient (0, 0) je ozna en jako stejnosm rná sloûka (ur uje pr m rnou hod-
notu v p vodním bloku). Ostatní koeficienty chápeme jako  íslo, které ur uje, kolikrát se daná
frekvence vyskytuje v obrázku v daném sm ru (vertikálním nebo horizontálním).
Obrázek 21: 64 základních funkcí DCT pro blok 8◊8.
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Na obrázku 21 se v levé horní  ásti vyskytují koeficienty, které mají nízké frekvence. Ty jsou
pro lidské oko citliv jöí na vnímání. V pravé dolní  ásti se vyskytují koeficienty, které mají vy-
soké frekvence. B ûn˝ obrázek se spojit˝m rozloûením hodnot obsahuje málo vysokofrekven ních
informací, z  ehoû plyne, ûe koeficienty o vyööích frekvencích budou nab˝vat menöích hodnot.
function vystup = DCT_rovnice(vstup)
[radky,sloupce] = size(vstup); //zjisteni vysky a sirky vstupu (obrazku)
c = 1 / sqrt(2);
dc = 2 / sqrt(sloupce * radky);
for u = 0 : radky - 1 //prochazeni vsech radku daneho vstupu
for v = 0 : sloupce - 1 //prochazeni vsech sloupcu daneho vstupu
suma = 0; //suma nad vsemi pixely v bloku
//pro kazdy pixel (u,v) se projde cely vstup znovu
for m = 0 : radky - 1 //prochazeni vsech radku daneho vstupu
for n = 0 : sloupce - 1 //prochazeni vsech sloupcu daneho vstupu
//ziskani hodnoty pixelu na souradnicich (m,n), zde se odecte hodnota 128 kvuli
spravnemu vypoctu DCT
hodnota_pixelu = double(vstup(m + 1,n + 1) - 128);
cos1 = cos(((2 * m + 1) * u * %pi)/(2 * radky));//cast rovnice DCT
cos2 = cos(((2 * n + 1) * v * %pi)/(2 * sloupce));//cast rovnice DCT
suma = suma + (hodnota_pixelu * cos1 * cos2);//cela rovnice DCT
end
end
c_u = 1;//koeficient c_u
c_v = 1;// koeficient c_v
if u == 0 then //podminka pokud bude u = 1 do c_u se ulozi 1/sqrt(2) jinak 1
c_u = c;
end
if v == 0 then //podminka pokud bude v = 1 do c_v se ulozi 1/sqrt(2) jinak 1
c_v = c;
end
//do vystupu se ulozi vypocet cele rovnice




V˝pis 5: Implementace rovnice pro DCT transformaci.
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function vystup = DCT(vstup)
Y = vstup(:,:,1); //jasova slozka Y
[radky,sloupce]=size(vstup)//ziskani pocet radku a sloupcu
vystup = zeros(radky,sloupce)//vytvoreni matice
//prochazeni obrazku po blocich 8x8
for y = 1 : 8 : radky - 7//prochazeni vsech radku po 8 pixelech
for x = 1 : 8 : sloupce - 7 //prochazeni vsech sloupcu po 8 pixelech
//vlozeni DCT bloku na vystup




V˝pis 6: Implementace DCT transformace.
3.3 Kvantizace DCT koeficient 
Nejd leûit jöím krokem pro získání vynikajících kompresních v˝sledk  s algoritmy JPEG je
kvantování koeficient  po diskrétní kosinové transformaci [11]. Vöechny koeficienty po spektrální
anal˝ze jsou vyd leny kvantiza ní maticí Q (jejími koeficienty) a zaokrouhleny na celé  íslo podle
rovnice 20:






kde F (u, v) je matice barev pixel  (jedna ze sloûek Y, Cb, Cr) a Q(u, v) je kvantiza ní matice.
Rozm r kvantiza ní tabulky je 8◊8. Kaûdá z 64 frekvencí má sv j vlastní kvantiza ní koeficient.
Jsou zavedeny odd lené kvantiza ní tabulky pro jasové a barvonosné sloûky. To dovoluje
vyuûít rozdílnou citlivost oka na jas a barvu. Konkrétní kvantiza ní tabulky, jak pro jasovou
sloûku, tak pro barvonosné sloûky, nejsou standardem JPEG p edepsány. Je tedy teoreticky
moûné si zvolit tabulky vlastní. Tyto tabulky by m ly b˝t vytvo eny s ohledem na charakter
obrazu.
I kdyû kvantiza ní tabulky nejsou standardem, norma uvádí tabulky, které byly experimen-
táln  stanoveny v rámci doporu ení CCIR-601. Tyto tabulky jsou v mnoha p ípadech pouûívány.
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Tabulka 1: Kvantiza ní tabulka pro jasovou sloûku Y (vlevo) a pro barvonosné sloûky Cb a Cr
(vpravo).
16 11 10 16 24 40 51 61
12 12 14 19 26 58 60 55
14 13 16 24 40 57 69 56
14 17 22 29 51 87 80 62
18 22 37 56 68 109 103 77
24 35 55 64 81 104 113 92
49 64 78 87 103 121 120 101
72 92 95 98 112 100 103 99
17 18 24 47 99 99 99 99
18 21 26 66 99 99 99 99
24 26 56 99 99 99 99 99
47 66 99 99 99 99 99 99
99 99 99 99 99 99 99 99
99 99 99 99 99 99 99 99
99 99 99 99 99 99 99 99
99 99 99 99 99 99 99 99
V mé diplomové práci pouûívám doporu ené tabulky 1. Hodnoty, které jsou v tabulkách,
ur ují v jaké kvalit  bude obrázek uloûen.  ím v töí je hodnota v tabulce, tím mén  p esn˝
bude koeficient. Kvantizace tedy probíhá tak, ûe se jednotlivé poloûky vyd lí odpovídajícími
hodnotami v kvantiza ní tabulce. V˝sledkem je blok kvantiza ních koeficient .
function vystup = Kvantovani(vstup)
matice_Y = [








Y = vstup(:,:,1); //jasova slozka Y
[radky,sloupce]=size(vstup)//ziskani pocet radku a sloupcu
vystup = zeros(radky,sloupce)//vytvoreni matice
for y = 1 : 8 : radky - 7
for x = 1 : 8 : sloupce - 7
// Vsechny koeficienty jsou vydelene kvantizacni matici (jejimi koeficienty) a
zaokrouhleny na cele cislo




V˝pis 7: Implementace kvantizace DCT koeficient .
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3.4 Kódování
Po kvantizaci DCT koeficient  se dále provede p edposlední krok JPEG komprese, a tím je
kódování [12]. Jedná se o bezztrátové zakódování kvantov˝ch koeficient  DCT (vöech jednotli-
v˝ch blok ). Kódování se provádí dv ma zp soby, a to bu  Hu manov˝m, nebo aritmetick˝m
kódováním.
Po kvantizaci se koeficient DC (stejnosm rná sloûka) a 63 koeficient  AC (st ídavá sloûka)
upravuje pro kódování. Hodnoty matice 8◊8 jsou uspo ádány do speciální posloupnosti, které
se  íká zig-zag posloupnost. Matice se prochází postupn , jak je znázorn no na obrázku 22.
P eorganizování zp sobí, ûe hodnoty odpovídající nejniûöím frekvencím se dostávají z levé horní
 ásti matice DCT na za átek posloupnosti zig-zag. Hodnoty, které odpovídají vyööím frekvencím,
vytvá ejí v posloupnosti zig-zag b h za sebou následujících nul. Nalezení nenulové hodnoty vede
k vytvo ení nové poloûky v zig-zag posloupnosti.
Obrázek 22: Zig-zag posloupnost.
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function vystup = zigZagIndexy(velikostMatice)
//tato funkce slouzi pro ziskani indexu pri zig-zag posloupnosti, bude pouzita ve funkci
Sekvence, kde se vytvari intermedialni sekvence
// pri pruchodu matice se prehodi bud sloupec nebo radek
prehodit_sloupec = %t; //nastaveni prehodit_sloupec na true (prvni se prehodi sloupec)
prehodit_radek = %f; //nastaveni prehodit_radek na false
vystup = list(); // vystupem bude vektor
// Tato smycka je pro horni diagonalu matice
for i = (2 : velikostMatice) //prochazime matici od AC koeficientu
radek = (1 : i); //generuje pozice od 1 do i pro radek
sloupec = (1 : i);//generuje pozice od 1 do i pro sloupec
//pokud prehodit_sloupec je true, poradi ve sloupci se prohodi (poradi 1,2,3 bude 3,2,1)
if prehodit_sloupec
sloupec = sloupec(:,$ : -1 : 1);
prehodit_radek = %t; //nyni se nastavi prehodit_radek na true
prehodit_sloupec = %f; //nyni se nastavi prehodit_sloupec na false
//pokud je prehodit_radek true, poradi v~radku se prohodi (poradi 1,2,3 bude 3,2,1)
elseif prehodit_radek
radek = radek(:,$ : -1 : 1);
prehodit_radek = %f; //opet se nastavi prehodit_radek na false
prehodit_sloupec = %t; //prehodit_sloupec se nastavi na true
end
//projdou se vsechny zpracovane indexy a~ulozi se na konec vystupu
for j = (1 : length(radek))
vystup($ + 1) = [radek(j),sloupec(j)]
end
end
// Tato smycka je pro dolni diagonalu matice
for i = (2 : velikostMatice) //opet se projizdi matce od AC koeficientu
radek = (i : velikostMatice); //generuji se pozice od i do konce matice pro radek
sloupec = (i : velikostMatice); // generuji se pozice od i do konce matice pro sloupec
if prehodit_sloupec
sloupec = sloupec(:,$ : -1 :1); prehodit_radek = %t; prehodit_sloupec = %f;
elseif prehodit_radek
radek = radek(:,$ : -1 : 1); prehodit_radek = %f; prehodit_sloupec = %t;
end
//opet se projdou vsechny zpracovane indexy a~ulozi se na konec vystupu
for j = (1 : length(radek))




V˝pis 8: Implementace získání index  zig-zag posloupnosti.
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P i pr chodu zig-zag posloupností se tvo í intermediální sekvence. Poloûka v sekvenci má
tvar dvojice Symbol-1 a Symbol-2. Jednotlivé symboly se kódují odliön . Popíöeme si nejd íve
vytvá ení stejnosm rné sloûky.
Stejnosm rná sloûka se skládá ze Symbol-1 a Symbol-2. Symbol-1 obsahuje údaj Size. Tento
údaj nám  íká, kolik je pot eba bit  k reprezentaci hodnoty Amplitude. Symbol-2 obsahuje údaj
Amplitude (hodnota aktuálního bodu). DC koeficienty se vytvá ejí diferen n  21, protoûe mezi
DC koeficienty sousedních blok  8◊8 je silná korelace.
DIFF = DCi ≠DC(i≠1). (21)
St ídavé sloûky AC se skládají také ze Symbol-1 a Symbol-2. Symbol-1 obsahuje dv  in-
formace. První informací je Runlength. To je  íslo ur ující po et za sebou jdoucích nulov˝ch
hodnot AC koeficient , které p edcházejí nenulovému AC koeficientu. Hodnota parametru je
v rozmezí 0 aû 15, tzn., ûe pro jeho reprezentaci pot ebujeme 4 bity. M ûe nastat situace, kdy
bude po et nul v töí neû 15, potom se zde zavádí hodnota Symbol-1(15,0). Tato hodnota  íká,
ûe po pr chodu patnácti nulov˝mi hodnotami nebyla zatím nenulová hodnota matice nalezena.
Hodnota Symbol-1(0,0) ozna uje konec bloku a slouûí k ukon ení kaûdého bloku 8◊8 bod .
Druhou informací je Size. Size udává po et bit , které jsou zapot ebí k reprezentaci hod-
noty Amplitude. Po et bit  se pohybuje v rozmezí 0 aû 10, coû op t vyûaduje 4 bity pro jeho
reprezentaci.
Symbol-2 obsahuje pouze jedin˝ údaj Amplitude. Amplitude udává velikost nenulového koefi-
cientu AC v rozmezí od ≠1023 do 1023. Takové rozmezí vyûaduje 10 bit  pro jeho reprezentaci.
Po vytvo ení p echodné posloupnosti symbol  nastává poslední fáze komprese, kterou je
zakódování dané sekvence. Zakódování provádíme, jak uû bylo  e eno, dv ma zp soby.
První zp sob je Hu manovo kódování (obrázek 23). To probíhá tak, ûe vyuûívá  etnosti
v˝skyt  jednotliv˝ch znak . K  asto pouûívan˝m znak m jsou p i azeny krátké kódy a k mén 
pouûívan˝m znak m jsou p i azeny dlouhé kódy. Pro kódování se pouûívá binární strom, kter˝
se tvo í od jednotliv˝ch list  ke ko enu. Hrany stromu jsou ohodnoceny symboly 0 a 1. Uzly jsou
ohodnoceny pravd podobností v˝skytu daného znaku ze vstupní sekvence. Správn  vytvo en˝
Hu man v kód má minimální délku a je jednozna n  dekódovateln˝ (jedná se o prefixov˝ kód).
37
Postup p i kódování:
1. Nejd íve je nutné vytvo it mnoûinu  etností a se adit je od nejvyööí  etnosti po nejniûöí.
2. Dále se se tou dv  nejniûöí  etnosti a jejich sou et se povaûuje za jednu  etnost.
3. Krok 2 se opakuje, dokud nebude vytvo en cel˝ strom.
4. Jednotlivé  etnosti se procházejí odspodu sm rem nahoru.
5. Kódové kombinace jsou tvo eny od ko ene sm rem k list m.
Obrázek 23: P íklad Hu manova kódování.
Samotné kódování komprese JPEG spo ívá ve vyhledávání v tabulkách. Tabulka pro Hu -
manovo kódování m ûe nab˝vat libovoln˝ch hodnot, nebo m ûe mít referen ní hodnoty uvedené
ve standardu. JPEG uvádí ve svém standardu základní tabulky. Jedná se o tabulky (DC a AC)
pro jasovou sloûku Y a pro barvonosné sloûky Cb a Cr. V této diplomové práci jsou pouûívány
referen ní tabulky, viz tabulka 2. Ta udává tabulky pro rozdíly v koeficientu DC, které byly
vyvinuty z pr m ru statistiky velké sady snímk  s p esností 8 bit . Levá  ást je ur ená pro
komponenty s jasem a pravá  ást je ur ená pro chrominan ní komponenty. P estoûe neexistují
v˝chozí tabulky, mohou se tyto tabulky ukázat jako uûite né v mnoha aplikacích.
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Tabulka 2: Tabulky (DC) pro jasovou sloûku Y (vlevo) a pro barvonosné sloûky Cb a Cr (vpravo).


























Stejn  jako existují tabulky pro DC koeficienty, existují i tabulky pro AC koeficienty, které
byly také vyvinuty z pr m rné statistiky velké sady snímk  s p esností 8 bit . Tyto tabulky 14
a 15 jsou uvedeny v p íloze A a B, d vodem je velké mnoûství dat.
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function vystup = Sekvence(vstup)
[radky,sloupce] = size(vstup);//zjisteni vysky a sirky vstupu (obrazek)
Y = vstup(:,:,1);//ulozeni jasove slozky Y
mojeIndexy = zigZagIndexy(8);//obsahuje indexy matice bloku v zig-zag posloupnosti
vysledna_sekvence = list();//definovani vysledne intermedialni sekvence
predchozi_dc = 0;//hodnota predchozi dc slozky (prvni je vzdy 0)
for y = 1 : 8 : radky - 1//prochazeni po blocich
for x = 1 : 8 : sloupce - 1
pocet_nul = 0;//pocet nul v aktualni sekvenci
aktualni_sekvence = list();//aktualni intermedialni sekvence
//DC slozky
aktualni_hodnota_dc = Y(y,x);//aktualni hodnota DC slozky
vysledne_dc = aktualni_hodnota_dc - predchozi_dc;//rozdil DC slozek
//na konec akt. sekvence se ulozi dvojice (pocet bitu k reprezentaci hodnoty,hodnota)
aktualni_sekvence($ + 1) = [length(dec2bin(abs(vysledne_dc))),vysledne_dc];
predchozi_dc = aktualni_hodnota_dc;// DIFF = DCi - DC(i-1)
//AC slozky
for i = (1 : length(mojeIndexy))//prochazeni listu souradnic zig-zag posloupnosti
bunka = mojeIndexy(i);//ziskani souradnic na pozici i
k = bunka(1) + y - 1;//posunuti souradnic y zig-zagu do aktualniho bloku
l = bunka(2) + x - 1;//posunuti souradnic x zig-zagu do aktualniho bloku
aktualni_hodnota_ac = Y(k,l);//hodnoty ac na aktualnich souradnicich zig-zagu
if aktualni_hodnota_ac == 0 then //pokud nalezneme nulu, pocet nul navysime
pocet_nul = pocet_nul + 1;
else
//zapiseme do sekvence dvojici (pocet nul,pocet bitu k reprezentaci hodnoty, hodnota)
sekvence_bloku = [pocet_nul, length(dec2bin(abs(aktualni_hodnota_ac))),
aktualni_hodnota_ac];




//na konci aktualni sekvence se zapise AC slozka
aktualni_sekvence($ + 1) = sekvence_bloku;
pocet_nul = 0; //vynuluje se pocet nul
end
aktualni_sekvence($ + 1) = [0, 0];// na konec se prida priznak konce bloku (0,0)
//aktualni sekvence se ulozi do vyslednface sekvence
vysledna_sekvence($ + 1) = aktualni_sekvence;
end
end
vystup = vysledna_sekvence;//vystup jsou sekvence jednotlivych bloku za sebou
endfunction
V˝pis 9: Implementace vytvo ení intermediální sekvence.
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function vystup = Kodovani_symbol_2(vstup)
//pokud je vstup vetsi nebo roven nule, zapise se cislo v binarni soustave
if (vstup >= 0) then
vystup = dec2bin(vstup)
//provede se jednotkovy doplnek, tzn. z nulovych bitu udela jednotkove a naopak
else
vystup = strsubst(dec2bin(abs(vstup)),’1’,’_’);//nejdrive nahradime jednicky podtrzitky
vystup = strsubst(vystup,’0’,’1’);//pote nuly jednickami
vystup = strsubst(vystup,’_’,’0’);//nakonec podtrzitka nulami
end
endfunction
V˝pis 10: Implementace kódování Symbol-2.
function vystup = Kodovani(vstup)
DC_koeficienty = list(’00’, ’010’, ’011’, ’100’, ’101’, ’110’, ’1110’, ’11110’, ’111110’, ’
1111110’, ’11111110’, ’111111110’);
AC_koeficienty = list();
AC_koeficienty(1) = list(’1010’, ’00’, ’01’, ’100’, ’1011’, ’11010’, ’1111000’, ’11111000’, ’
1111110110’, ’1111111110000010’, ’1111111110000011’);
AC_koeficienty(2) = list(’0’,’1100’, ’11011’, ’1111001’, ’111110110’, ’11111110110’, ’
1111111110000100’, ’1111111110000101’, ’1111111110000110’, ’1111111110000111’, ’
1111111110001000’);
AC_koeficienty(3) = list(’0’,’11100’, ’11111001’, ’1111110111’, ’111111110100’, ’
1111111110001001’, ’1111111110001010’, ’1111111110001011’, ’1111111110001100’, ’
1111111110001101’, ’1111111110001110’);
AC_koeficienty(4) = list(’0’,’111010’, ’111110111’, ’111111110101’, ’1111111110001111’, ’
1111111110010000’, ’1111111110010001’, ’1111111110010010’, ’1111111110010011’, ’
1111111110010100’, ’1111111110010101’);
//dale jsou koeficienty ulozeny az do indexu 16, ale pro velke mnozstvi dat je pro ukazku
zobrazeno jen male mnozstvi
vysledny_retezec = ’’;//vysledny retezec pro zakodovani
for i = 1 : length(vstup)//prochazeni vstupni sekvence
blok = vstup(i);//ziskani sekvence pro dany blok
vysledny_retezec = vysledny_retezec + DC_koeficienty(blok(1)(1) + 1) + Kodovani_symbol_2(blok
(1)(2));//zakodovani DC slozky a nasledne ulozeni
for j = 2 : length(blok) - 1//prochazeni sekvence pro dany blok od 2 koeficientu
vysledny_retezec = vysledny_retezec + AC_koeficienty(blok(j)(1) + 1)(blok(j)(2) + 1) +
Kodovani_symbol_2(blok(j)(3));//zakodovani AC slozky a nasledne ulozeni
end
vysledny_retezec = vysledny_retezec + AC_koeficienty(blok(length(blok))(1) + 1)(blok(length(
blok))(2) + 1);//zakodovani priznaku konce bloku
end
vystup = vysledny_retezec;//nasledne ulozeni zakodovane sekvence do vystupu
endfunction
V˝pis 11: Implementace kódování intermediální sekvence.
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Druh˝m zp sobem kódování je aritmetické kódování. Pouûívá metody, b hem nichû je celá
sekvence zakódována do reálného  ísla v rozsahu (0,1). Tato metoda má  adu r zn˝ch variant,
jak p evést v˝sledné reálné  íslo do digitální podoby. V p ípad  JPEGu nejde o typické znaky,
jako je nap íklad ASCII, ale jedná se o  ísla kategorií, sekvenci byt  nebo dvojici  i trojici znak .
Aritmetické kódování nebylo obsahem této diplomové práce, a proto zde nebude dále rozvedeno.
Hu manovo  i arimetické kódování p edstavuje nejd leûit jöí  ást JPEG komprese. P i öpat-
ném návrhu by veökerá dosavadní práce p iöla vnive  (transformace barev, DCT, kvantizace
DCT koeficient  a vytvo ení intermediální sekvence). Tyto kroky se provád jí kv li snadno
zpracovatelnému v˝sledku. V˝sledkem by m la b˝t sekvence bit , kterou snadno zpracuje práv 
Hu manovo nebo aritmetické kódování.
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4 Ukládání v˝sledného JPEG souboru
Po zvládnutí vöech p edchozích krok  následuje ukládání vytvo eného obrázku do formátu JPEG
[6],[7]. Ukládání se skládá z n kolika  ástí. Jedná se o  adu zna ek, které jsou zapisovány po sob 
v hlavi ce souboru. Kaûdé zna ce p edchází 1 byte (0xFF). V této kapitole se budeme zab˝vat
zna kami, které jsou uvedeny v tabulce 3. Vöechny níûe uvedené p íklady se zab˝vají pouze
jasovou sloûkou obrazu. V p ípad  barevného obrazu je nutné n které  ásti zna ek hlavi ky
upravit tak, aby odpovídaly pravidl m popsan˝m v tabulkách.
Tabulka 3: Zna ky hlavi ky JPEG souboru.
Název zna ky Identifikátor zna ky Popis zna ky
SOI 0xD8 Za átek obrázku
APP0 0xE0 JFIF aplika ní segment
DQT 0xDB Kvantiza ní tabulka
DHT 0xC4 Tabulka pro Hu manovo kódování
SOF0 0xC0 Za átek rámce SOF0
SOS 0xDA Za átek obrazov˝ch dat
Komprimovaná data
EOI 0xD9 Konec obrázku
4.1 SOI - Start of Image
Hlavi ka souboru za íná zna kou SOI (Start of Image), která se zna í 0xD8. Jak bylo  e eno,
kaûdé zna ce p edchází 1 byte (0xFF) [17].
Tabulka 4: Zna ka SOI v hlavi ce souboru.
Název Popis
Identifikátor zna ky Identifikace SOI: 0xFF, 0xD8
//otevreni souboru, do ktereho budeme zapisovat hlavicky a komprimovana data
soubor = mopen(jmeno_souboru,’wb’);
mput(hex2dec(’FFD8’),’usb’);//identifikator zacatku obrazku
V˝pis 12: Implementace zna ky SOI (Star of image).
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4.2 APP0 - JFIF application segment
Po zna ce SOI následuje zna ka APP0. Tato zna ka ukazuje JFIF segment, kter˝ obsahuje
identifikaci JFIF souboru.
Tabulka 5: Zna ka APP0 v hlavi ce souboru.
Název Velikost [B] Popis
Identifikátor zna ky 2 Identifikace APP0: 0xFF, 0xE0
Délka 2 Musí b˝t Ø 16
Identifikátor souboru 5
Identifikace JFIF souboru ÕJFIF Õ#0
(0x4A, 0x46, 0x49, 0x46, 0x00)
Hlavní  íslo verze 1 1
Vedlejöí  íslo verze 1 V rozsahu 0 aû 2
Jednotky hustoty x/y 1
0 = ûádné jednotky, specifikují se pom ry stran
1 = hustota je bod/palec
2 = hostota je bod/cm
Hustota x 2 ”= 0
Hustota y 2 ”= 0
äí ka náhledu 1 –
V˝öka náhledu 1 –
Data náhledu n n = öí ka · v˝öka · 3
Pokud neexistuje ûádn˝ ÕJFIF Õ#0, nebo je délka < 16, pak pravd podobn  není segmentem
JFIF a identifikátor souboru by m l b˝t ignorován. Základní nastavení m  ítka: jednotky hustoty
x/y = 0, hustota x = 1, hustota y = 1. To znamená, ûe pom r stran je 1 : 1 (rovnom rné
m  ítko).
Soubory JFIF v etn  náhled  jsou velmi vzácné. Náhledy jsou obvykle ignorovány. Pokud













V˝pis 13: Implementace zna ky APP0 - JFIF segment.
4.3 DQT - Quantization Table
Dalöí  ástí hlavi ky je zna ka definující kvantiza ní tabulku. M ûe b˝t zaznamenáno více druh 
tabulek, aû t i druhy s p esností 8 bit . Vöechny tabulky kvantizace jsou definovány v jednom
segmentu DQT. Nahrávání více zna ek DQT není povoleno. Kvantiza ní tabulka m ûe nab˝vat
libovoln˝ch hodnot, nebo m ûe mít referen ní hodnoty standardu. JPEG uvádí ve svém stan-
dardu základní tabulky. DQT, DHT a SOF se mohou  adit v libovolném po adí, ale budou
zaznamenány po APP0 a p ed SOS.
Tabulka 6: Zna ka DQT v hlavi ce souboru.
Název Velikost [B] Popis
Identifikátor zna ky 2 Identifikace DQT: 0xFF, 0xDB
Délka 2 Udává velikost QT
QT informace 1
bity 0 aû 3:  íslo QT
bity 4 aû 7: p esnost QT, 0 = 8 bit , jinak 16 bit 
Data n Udává QT hodnoty, n = 64 · (p esnost+ 1)
Jeden segment DQT m ûe obsahovat více QT (pro jasovou sloûku a barvonosné sloûky),
z nichû kaûd˝ má sv j vlastní byte informací. Pro p esnost = 1 (16 bit ) je po adí bit  od












mput(67,’usb’);//delka kvantizacni tabulky, identifikatoru znacky a qt informace
mput(hex2dec(’00’),’ucb’);//QT informace 0 = tabulka, 0 = 8 bit
for s = 1 : 8
for r = 1 : 8
mput(matice_Y(s,r),’ucb’);//zapisovani kvantizacni tabulky do souboru po jedno bytu
end
end
V˝pis 14: Implementace zna ky DQT (Quantization Table).
4.4 DHT - Hu man Table
V této  ásti hlavi ky se ukládá tabulka pro Hu manovo kódování, která se skládá z DC a AC
sloûky [13],[14]. Kaûdá komponenta (jasová sloûka Y nebo barvonosné sloûky Cb a Cr) musí b˝t
mapována na jednu tabulku. Tabulky jsou definované v DHT. Vöechny tabulky budou zazname-
nány v jednom segmentu DHT. Jeden segment DHT m ûe obsahovat více HT, kaûd˝ s vlastním
informa ním bytem. Nahrávání více zna ek DHT není povoleno. Tabulka pro Hu manovo kó-
dování m ûe bu  nab˝vat libovoln˝ch hodnot, nebo m ûe mít referen ní hodnoty standardu.
JPEG uvádí ve svém standardu základní tabulky.
Tabulka 7: Zna ka DHT v hlavi ce souboru.
Název Velikost [B] Popis
Identifikátor zna ky 2 Identifikace DHT: 0xFF, 0xC4
Délka 2 Specifikuje velikost HT
HT informace 1
bity 0 aû 3:  íslo HT
bit 4: typ HT, 0 = DC tabulka, 1 = AC tabulka
bity 5 aû 7: musí b˝t 0, nepouûívá se
Po et symbol  16
Po et symbol  s kódem délky 1 aû 16,
suma délek by m la b˝t rovna celkovému
po tu kódu, musí b˝t Æ 256
Symboly n
Tabulka obsahující symboly v po adí zv töující se délky kódu




DC_koeficienty = [’00’ ’01’ ’02’ ’03’ ’04’ ’05’ ’06’ ’07’ ’08’ ’09’ ’0A’ ’0B’];
DC_delka_kodu = [’00’ ’01’ ’05’ ’01’ ’01’ ’01’ ’01’ ’01’ ’01’ ’00’ ’00’ ’00’ ’00’ ’00’ ’00’ ’00’
]; // delky kodu
// identifikator znacky, ht informace ,velikost dc koeficientu a velikost delek kodu
delka_segmentu_DHT = 3 + size(DC_koeficienty)(2) + size(DC_delka_kodu)(2);
mput(hex2dec(’FFC4’),’usb’);//identifikator znacky
mput(delka_segmentu_DHT,’usb’);//delka segmentu DHT
mput(hex2dec(’00’),’ucb’);//HT informace 0 = DC tabulka, 0 = musi byt pouzita
for m = 1 : size(DC_delka_kodu)(2)
mput(hex2dec(DC_delka_kodu(m)),’ucb’);//zapisovani DC slozky (delku kodu)
end
for j = 1 : size(DC_koeficienty)(2)
mput(hex2dec(DC_koeficienty(j)),’ucb’); //zapisovani DC slozky (dc koeficienty)
end
//AC slozka
AC_delka_kodu = [’00’ ’02’ ’01’ ’03’ ’03’ ’02’ ’04’ ’03’ ’05’ ’05’ ’04’ ’04’ ’00’ ’00’ ’01’ ’7D’
]; // AC slozka (delka kodu)
AC_koeficienty = [
’01’ ’02’ ’03’ ’00’ ’04’ ’11’ ’05’ ’12’ ’21’ ’31’ ’41’ ’06’ ’13’ ’51’ ’61’ ’07’ ...
’22’ ’71’ ’14’ ’32’ ’81’ ’91’ ’A1’ ’08’ ’23’ ’42’ ’B1’ ’C1’ ’15’ ’52’ ’D1’ ’F0’ ...
’24’ ’33’ ’62’ ’72’ ’82’ ’09’ ’0A’ ’16’ ’17’ ’18’ ’19’ ’1A’ ’25’ ’26’ ’27’ ’28’ ...
’29’ ’2A’ ’34’ ’35’ ’36’ ’37’ ’38’ ’39’ ’3A’ ’43’ ’44’ ’45’ ’46’ ’47’ ’48’ ’49’ ...
’4A’ ’53’ ’54’ ’55’ ’56’ ’57’ ’58’ ’59’ ’5A’ ’63’ ’64’ ’65’ ’66’ ’67’ ’68’ ’69’ ...
’6A’ ’73’ ’74’ ’75’ ’76’ ’77’ ’78’ ’79’ ’7A’ ’83’ ’84’ ’85’ ’86’ ’87’ ’88’ ’89’ ...
’8A’ ’92’ ’93’ ’94’ ’95’ ’96’ ’97’ ’98’ ’99’ ’9A’ ’A2’ ’A3’ ’A4’ ’A5’ ’A6’ ’A7’ ...
’A8’ ’A9’ ’AA’ ’B2’ ’B3’ ’B4’ ’B5’ ’B6’ ’B7’ ’B8’ ’B9’ ’BA’ ’C2’ ’C3’ ’C4’ ’C5’ ...
’C6’ ’C7’ ’C8’ ’C9’ ’CA’ ’D2’ ’D3’ ’D4’ ’D5’ ’D6’ ’D7’ ’D8’ ’D9’ ’DA’ ’E1’ ’E2’ ...
’E3’ ’E4’ ’E5’ ’E6’ ’E7’ ’E8’ ’E9’ ’EA’ ’F1’ ’F2’ ’F3’ ’F4’ ’F5’ ’F6’ ’F7’ ’F8’ ...
’F9’ ’FA’
] //AC koeficienty
// identifikator znacky, ht informace, velikost AC koeficientu, velikost AC slozky (delky kodu)
delka_segmentu_DHT = 3 + size(AC_koeficienty)(2) + size(AC_delka_kodu)(2);
mput(hex2dec(’FFC4’),’usb’); //identifikator znacky
mput(delka_segmentu_DHT,’usb’); //delka segmentu DHT
mput(bin2dec(’00010000’),’ucb’);//HT informace 1 = AC tabulka, 0 = musi byt pouzita
for k = 1 : size(AC_delka_kodu)(2)
mput(hex2dec(AC_delka_kodu(k)),’ucb’);//zapisy do souboru
end
for p = 1 : size(AC_koeficienty)(2)
mput(hex2dec(AC_koeficienty(p)),’ucb’);//zapisy do souboru
end
V˝pis 15: Implementace zna ky DHT (Hu man Table).
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4.5 SOF0 - Start of Frame
Dalöí  ástí hlavi ky je zna ka SOF0 (Start of Frame). Jedná se o zna kovací kód ozna ující
za átek segmentu rámce a udávající r zné parametry pro tento rámec.
Tabulka 8: Zna ka SOF0 v hlavi ce souboru.
Název Velikost [B] Popis
Identifikátor zna ky 2 Identifikace SOF0: 0xFF, 0xC0
Délka 2 Tato hodnota se rovná 8 + komponenta · 3
P esnost dat 1 Platí bit/vzorek, obvykle 8 (12 a 16 není doporu eno)
V˝öka obrázku 2 Musí b˝t > 0
äí ka obrázku 2 Musí b˝t > 0
Po et komponent 1
Obvykle 1 = grey scaled, 3 = color YcbCr nebo YIQ
4 = color CMYK
Jednotlivé komponenty 3
ID: 1 = Y, 2 = Cb, 3 = Cr, 4 = I, 5 = Q (1B)
Vzorkovací faktory: bity 0 aû 3 vertikáln ,
4 aû 7 horizontáln  (1B)
 íslo kvantiza ní tabulky (1B)







mput(1,’ucb’);//cislo komponenty 1 = jasova slozka
mput(1,’ucb’);//ID = 1 (jasova slozka)
mput(hex2dec(’22’),’ucb’);// vzorkovaci faktory
mput(0,’ucb’);//cislo kvantizacni tabulky
V˝pis 16: Implementace zna ky SOF0 (Star of Frame).
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4.6 SOS - Start of Scan
SOS je zna kovací kód s r zn˝mi parametry t˝kajícími se kontroly. Po SOS segmentu musí
následovat komprimovaná data.
Tabulka 9: Zna ka SOS v hlavi ce souboru.
Název Velikost [B] Popis
Identifikátor zna ky 2 Identifikace SOS: 0xFF, 0xDA
Délka 2 Musí se rovnat 6 + 2 · po et komponent
Po et komponent 1 Musí b˝t Ø 1 a Æ 4, obvykle 1 nebo 3
Jednotlivé komponenty 2
ID: 1=Y, 2=Cb, 3=Cr, 4=I, 5=Q (1 byte)
Hu manova tabulka pouûívá: bity 1 aû 3: AC tabulka
bity 4 aû 7: DC tabulka
Ignorovatelné byty 3 3B se musí p esko it
mput(hex2dec(’FFDA’),’usb’);//identifikator znacky
mput(8,’usb’);//delka
mput(1,’ucb’);//pocet komponent, ktere jsou pouzity





V˝pis 17: Implementace zna ky SOS (Start of Scan).
4.7 Komprimovaná data
Dalöí  ástí hlavi ky jsou komprimovaná data. To je Hu manem zakódovan˝ bytov˝ datov˝ blok
v poûadovaném pom ru Y:Cb:Cr. EoB (konec bloku) je vloûen do kaûdého bloku, jestliûe poslední
hodnotou jeho koeficientu DCT je 0. Pokud se v komprimovan˝ch obrazov˝ch datech vyskytne
0xFF, doplní se za n j nulov˝ byte 0x00.
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delka_retezce = length(vstup); //nacteme si data
//zjisteni, zda jsou data delitelna osmi (1 byte), a pripadne ulozeni zbytku po celociselnem
deleni
zbytek = modulo(delka_retezce,8);
//ziskani casti z konce dat, ktera se nevesla do 1 bytu
zbytek2 = part(vstup,delka_retezce - zbytek + 1 : delka_retezce);
for z = zbytek : 7 //doplneni zbytku dat do delky 1 bytu
zbytek2 = zbytek2 + ’1’ //doplni se jednickama
end
//nahrazeni puvodniho zbytku zbytkem2, ktery je doplnen jednickami
vstup = part(vstup,1 : delka_retezce - zbytek) + zbytek2;
for n = 1 : 8 : delka_retezce - zbytek
//zapis jednotlivych bytu komprimonavych dat do souboru
mput(bin2dec(part(vstup,n : n + 7)),’ucb’);
//jestlize se vyskytne 0xff musi nasledovat nulovy byte
if part(vstup,n : n + 7) == ’11111111’ then
mput(0,’ucb’);//zapsani nulove bytu do souboru
end
end
V˝pis 18: Implementace komprimovan˝ch dat.
4.8 EOI - End of Image
Hlavi ka souboru kon í zna kou EOI (End of Image), která se zna í 0xD9.
Tabulka 10: Zna ka EOI v hlavi ce souboru.
Název Popis
Identifikátor zna ky Identifikace EOI: 0xFF, 0xD9
mput(hex2dec(’FFD9’),’usb’);// identifikator znacky
mclose(soubor); //zavreme soubor
V˝pis 19: Implementace zna ky EOI (End of Image).
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Obrázek 24: Ukázka zapsaného souboru zobrazeného v programu PsPad.
Na v˝öe uvedeném obrázku 24 m ûeme vid t jednotlivé segmenty hlavi ky souboru ve for-
mátu JPEG.  ervené  tvere ky znázor ují jednotlivé zna ky a podtrûítka povinné byty. Hlavi ka
za íná zna kou SOI, která se zna í FFD8 a p edstavuje za átek souboru.
Poté následuje zna ka APP0, která zobrazuje JFIF segment. Tu m ûeme vid t pod ozna e-
ním FFE0. Za ní následují povinné byty (podtrûen  zelenou barvou). První je délka, která je
na 2 byty. V naöem p ípad  se jedná o délku 16 (v hexadecimální soustav  10). Toto  íslo se
zapíöe jako 0010. Následuje identifikátor souboru, kter˝ je na 5 byt . Tyto byty se zapíöou jako
4A46494600. Dále následuje JFIF verze, která je na 2 byty. Tato verze se zapíöe jako 0101. Ná-
sleduje povinn˝ byte jednotky hustoty x a y, v naöem p ípad  se jedná o 0 (specifikují se pom ry
stran). Ta se zapíöe jako 00. Poté následují samotné hustoty x a y. Jelikoû chceme rovnom rné
m  ítko, ob  hustoty budou nab˝vat hodnoty 1. Kaûdá hustota se zapisuje na 2 byty, hustoty x
a y budou zapsány jako 0001. Dále následují data náhledu, které jsou obvykle ignorovány, proto
öí ka i v˝öka náhledu je rovna 0.
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Následuje zna ka DQT, která zobrazuje zápis kvantiza ní tabulky a je ozna ená pod FFDB.
Za ozna ením následují povinné byty (podtrûen  fialovou barvou) délky zna ky. Délka zna ky
je 67 (v hexadecimální soustav  43), která se zapíöe na 2 byty jako 0043. Dále následují QT
informace, které jsou zapsány na 1 byte. Tyto informace se skládají z ozna ení tabulky (0)
a p esnosti na 8 bit  (0). Zapíöe se tedy jako 00. Dále následuje samotná kvantiza ní tabulka.
Dalöím segmentem je DHT, která zapisuje jednotlivé tabulky pro Hu manovo kódování.
Zna í se FFC4. V tomto p ípad  zapisujeme pouze jasovou sloûku. Jsou zde tedy 2 tabulky.
Jedna je pro stejnosm rnou sloûku a druhá je pro st ídavou sloûku. První ozna ení FFC4 je ta-
bulka pro stejnosm rnou sloûku. Za tímto ozna ením následují povinné byty (podtrûen   ernou
barvou). Nejd íve délka segmentu, která specifikuje velikost tabulky pro Hu manovo kódování.
Ta je v naöem p ípad  31 (v hexadecimální soustav  1F). Musí se zapsat na 2 byty, proto násle-
duje 001F. Dále následuje HT informace, které je zapsána na 1 byte. Tato informace se skládá
z ozna ení tabulky (0) a p esnosti na 8 bit  (0). Zapíöe se tedy jako 00. Dále následuje samotná
tabulka pro Hu manovo kódování (pro stejnosm rnou sloûku). Dále následuje znovu ozna ení
FFC4 (podtrûen  modrou barvou), které zobrazuje dalöí tabulku pro Hu manovo kódování (pro
st ídavé sloûky). Postup je stejn ,˝ délka segmentu je 181. Segment musí b˝t zapsan˝ na 2 byty,
tedy jako 00B5. Dále následuje HT informace, která je zapsána na 1 byte. Tato informace se
skládá z ozna ení tabulky (1) a p esnosti na 8 bit  (0). Zapíöe se tedy jako 10. Dále následuje
samotná tabulka pro Hu manovo kódování (pro st ídavé sloûky).
Po zápisu tabulek následuje segment SOF0, kter˝ se zna í znaky FFC0 (podtrûen  r ûovou
barvou). Jedná se o rámec, kter˝ udává r zné parametry, nap . v˝öku nebo öí ku souboru.
Následuje délka zna ky zapsaná na 2 byty, v naöem p ípad  je délka 11 (v hexadecimální soustav 
0B), která je zapsaná jako 000B. Následuje p esnost dat, k níû je pot eba 1 byte. Obvykle
se zapisuje jako 08. Dalöími povinn˝mi byty jsou v˝öka a öí ka obrázku, v naöem p ípad  se
jedná o obrázek o velikosti 8◊8. äí ka i v˝öka je zapsaná na 2 byty, proto ob  informace jsou
zapsány jako 0008. Následuje po et komponent (velikost je 1 byte), v naöem p ípad  se jedná o 1
komponentu a to o jasovou sloûku, proto je zapsána jako 01. Dále jsou jednotlivé komponenty,
které jsou na 3 byty. První byte ozna uje ID komponenty (jasová sloûka je 01), druh˝ byte
ozna uje vzorkovací faktory 22, t etí byte je  íslo kvantiza ní tabulky 00.
P edposledním segmentem je SOS, kter˝ zapisuje parametry t˝kající se kontroly, nap . po et
komponent. SOS zna ka je uvedena pod FFDA (podtrûen  öedou barvou). Po identifikátoru op t
následuje délka segmentu, která je na 2 byty. Tato délka se musí rovnat 6+2 ·po et komponent,
v naöem p ípad  se rovná 8, zapíöeme jako 0008. Dále následuje po et komponent (1 byte), které
vyuûíváme (1, jasová sloûka). Zapíöeme jako 01. Dále následují 2 byty (ID = 1 jasová sloûka,
ID = 0 tabulka pro Hu manovo kódování), zapíöeme jako 0100. Poslední sou ástí zna ky jsou
ignorovatelné byty, které mají velikost 3 byty. Zapíöí se jako 003F00.
Po SOS segmentu následují komprimovaná data (podtrûen  ûlutou barvou). A poslední zna -
kou, která ur uje konec souboru EOI, je FFD9.
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Uvedeme si n kolik p íklad  na modelov˝ch datech. Na t chto datech otestujeme vytvo-
 en˝ kodér. Prvním p íkladem bude zakódování a následné uloûení souboru do formátu JPEG
jedné stejnosm rné sloûky, kterou m ûeme vid t na obrázku 25. V˝sledky po kvantování DCT
koeficient  m ûeme vid t v tabulce 11.
Obrázek 25: DC komponenta a její DCT spektrum.
Tabulka 11: V˝sledky po kvantizaci DCT koeficient  jedné stejnosm rné sloûky.
-59 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
Intermediální sekvence = (6,≠59), (0, 0)
Stejnosm rná sloûka se skládá ze Symbol-1 a Symbol-2. Symbol-1 udává po et bit  k repre-
zentaci aktuální hodnoty koeficientu. Symbol-2 udává aktuální hodnotu koeficientu. Pokud p i
pr chodu bloku nenarazíme na dalöí nenulové  íslo, ocitneme se na konci bloku. Konec bloku se
zna í dvojicí (0, 0). Zakódování probíhá u kaûdého symbolu odliön . Symbol-1 se kóduje pomocí
tabulky pro Hu manovo kódování a Symbol-2 se kóduje jednotkov˝m dopl kem.
V˝sledn˝ kód = 1110 000100 1010
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Obrázek 26: Ukázka zapsaného souboru jedné stejnosm rné sloûky zobrazeného v programu
PsPad.
Na v˝öe uvedeném obrázku 26 m ûeme vid t zapsan˝ soubor.  erven  ozna ené byty ukazují
jednotlivé zna ky hlavi ky a fialov  zd razn né byty zobrazují samotná komprimovaná data.
V˝sledn˝ kód je nutné rozd lit po osmi bitech. Pokud je délka poslední posloupnosti bit  menöí
neû osm, doplní se jedni kami. Poté jej p evedeme do hexadecimální soustavy.
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Druh˝m p íkladem bude zakódování a následné uloûení souboru do formátu JPEG dvou stej-
nosm rn˝ch sloûek, které m ûeme vid t na obrázku 27. V˝sledky po kvantování DCT koeficient 
dvou stejnosm rn˝ch sloûek m ûeme vid t v tabulce 12.
Obrázek 27: Dv  DC komponenty (vlevo) a jejich DCT spektrum (vpravo).
Tabulka 12: V˝sledky po kvantizaci DCT koeficient  dvou stejnosm rn˝ch sloûek.
-59 0 0 0 0 0 0 0 -40 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Intermediální sekvence se sestavuje stejn˝m zp sobem, jako v p edchozím p ípad . Za átek
sekvence bude vypadat (6,≠59), (0, 0), dále p ejdeme ke druhému bloku, kde máme druhou stej-
nosm rnou sloûku. V tomhle p ípad  se sloûka vypo ítá pomocí rovnice (21)
≠40≠ (≠59) = 19.
Intermediální sekvence = (6,≠59), (0, 0), (5, 19), (0, 0)
V˝sledn˝ kód = 1110 000100 1010 110 10011 1010
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Obrázek 28: Ukázka zapsaného souboru dvou stejnosm rn˝ch sloûek zobrazeného v programu
PsPad.
Na v˝öe zobrazeném obrázku 28 m ûeme op t vid t zapsan˝ soubor, kter˝ je o dva byty v töí.
Je to tím, ûe v˝sledn˝ kód je delöí (intermediální sekvence obsahuje dv  DC sloûky).  erven 
ozna ené byty ukazují jednotlivé zna ky hlavi ky a fialov  zd razn né byty zobrazují samotná
komprimovaná data.
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Posledním p íkladem bude sestavení z jedné stejnosm rné sloûky a dvou st ídav˝ch sloûek
intermediální sekvence, její zakódování a následné uloûení.
Obrázek 29: DC komponenta a sou et dvou kosinov˝ch vln.
Tabulka 13: V˝sledky po kvantizaci DCT koeficient  jedné stejnosm rné sloûky a dvou st ídav˝ch
sloûek.
9 0 25 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
21 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
Intermediální sekvence = (4, 9), (4, 5)(25), (4, 5)(21), (0, 0)
V˝sledn˝ kód = 101 1001 1111111110011000 11001 1111111110011000 10101 1010
U st ídavé sloûky Symbol-1 obsahuje dv  informace. První obsahuje informaci o po tu nul,
které se nachází p ed nenulovou hodnotou. Druhá obsahuje op t po et bit , které jsou pot eba
k reprezentaci aktuální hodnoty koeficientu. Symbol-2 obsahuje aktuální hodnotu koeficientu.
Jak jiû bylo  e eno, Symbol-1 se kóduje pomocí tabulek pro Hu manovo kódování (i v p ípad 
st ídav˝ch sloûek). V tabulce 14 si vyhledáme dvojici (4, 5) (Symbol-1) a nalezneme kódové slovo
1111111110011000.
Obrázek 30: Ukázka zapsaného souboru jedné stejnosm rné sloûky a dvou st ídav˝ch sloûek
zobrazeného v programu PsPad.
Na obrázku 30 m ûeme op t vid t hlavi ku souboru, která se aû na komprimovaná data od
p edchozích p íklad  neliöí. S postupn˝m nar stáním koeficient  m ûeme vid t nár st velikosti
souboru (uûite ná data se zv töují).
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Nyní se podíváme na obrázek 29 uloûen˝ ve formátu JPEG v porovnání se soubory uloûen˝mi
pomocí funkce imwrite ve Scilabu, Matlabu a Octave. Na následujícím obrázku m ûeme vid t
soubory zobrazené v programu PsPad.
Obrázek 31: Ukázka jednotliv˝ch soubor  v programu PsPad.
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Na v˝öe uvedeném obrázku 31 m ûeme vid t zapsání souboru ve  ty ech provedeních (pouze
jasová sloûka). Nejd íve si srovnáme M j kodér a funkci imwrite v Matlabu. V tomhle p ípad 
byla pouûita kvantiza ní tabulka, která je vyuûívána ve funkci imwrite v Matlabu. D vodem
je, co nejvíce se p iblíûit stejn˝m v˝sledk m p i srovnání. Pokud by se pouûila kvantiza ní
tabulka, kterou standard doporu uje, liöila by se nejen v hlavi ce kvantiza ní tabulka, ale také
v samotn˝ch datech, jako je tomu v p ípad  funkce imwrite ve Scilabu. Také se kv li podobnosti
souboru vym nilo po adí zna ek. Jak jiû bylo uvedeno d íve, DQT, DHT a SOF se mohou  adit
v libovolném po adí, ale budou zaznamenány po APP0 a p ed SOS. Ve funkci imwrite v Matlabu
je po adí zna ek DQT, SOF, a poté DHT.
P i srovnání prvních dvou soubor  m ûeme vid t, ûe jsou soubory stejné do zna ky FFDA,
kde se liöí komprimovaná data. Po bytech 3F00 za ínají komprimovaná data. První 4 byty jsou
stejné a poté se 4 byty liöí i p es to, ûe je pouûita stejná kvantiza ní tabulka a tabulky pro
Hu manovo kódování.
Oproti tomu soubor, kter˝ je vytvo en˝ pomocí funkce imwrite ve Scilabu, se liöí i ve zna ce
FFDB, kde m ûeme vid t jinou kvantiza ní tabulku. To zp sobuje, ûe se samotná data liöí. Dále
máme soubor uloûen˝ pomocí imwrite v Octave. Zde m ûeme vid t velk˝ rozdíl ve velikosti
souboru. Funkce imwrite v Octave pouûívá stejnou kvantiza ní tabulku ale jiné tabulky pro
Hu manovo kódování, jsou v˝razn  menöí.
Pro získání více informací o souboru byla vyzkouöena funkce imfinfo v programu Matlab
a Octave.
Obrázek 32: Ukázka informací o souboru uloûen˝ch pomocí mého kodéru, zobrazen˝ch pomocí
funkce imfinfo v Matlabu.
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Obrázek 33: Ukázka informací o souboru uloûen˝ch pomocí funkce imwrite v Matlabu, zobra-
zen˝ch pomocí funkce imfinfo v Matlabu.
Obrázek 34: Ukázka informací o souboru uloûen˝ch pomocí funkce imwrite ve Scilabu, zobra-
zen˝ch pomocí funkce imfinfo v Matlabu.
Obrázek 35: Ukázka informací o souboru uloûen˝ch pomocí funkce imwrite v Octave, zobraze-
n˝ch pomocí funkce imfinfo v Matlabu.
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Na v˝öe uveden˝ch obrázcích jsou zobrazeny informace o jednotliv˝ch souborech. M ûeme
vid t informace o velikosti obrázku, pouûit˝ch kódovacích metodách, typu barvy, ve kterém je
obrázek uloûen a formátu obrázku. Jak jiû bylo  e eno, soubor, kter˝ pouûívá funkci imwrite
v Octave, je menöí o 176 byt .
Dalöí informace o souboru jsou ukázány na následujícím Obrázku 36 p i pouûití funkce
imfinfo v programu Octave. Jsou zde zobrazeny informace o souboru M j kodér.
Obrázek 36: Ukázka informací o souboru uloûen˝ch pomocí mého kodéru, zobrazen˝ch pomocí
funkce imfinfo v Octave.
Zde m ûeme vid t, ûe se jedná o  ernobíl˝ formát JPEG, velikost souboru je 338 byt 
a rozliöení souboru je 8◊8. Dalöí soubory jsou uvedeny v p íloze D.
I p es d kladné zkoumání metadat soubor  zjiöt n˝ch pomocí v˝öe popsané funkce (v pro-
gramech Matlab a Octave) nebyly zjiöt ny ûádné informace, které by napovídaly tomu, pro  se




Cílem této diplomové práce bylo provést reöeröi nástroj  pro zpracování obrazu v opensourceo-
vém prost edí Scilab. Poté pomocí jednoho konkrétního nástroje (po dohod  s vedoucím práce)
detailn  popsat kodér formátu JPEG pro ú ely v˝uky.
V první  ásti se práce v nuje reöeröi dostupn˝ch nástroj  pro zpracování obrazu. P i v˝b ru
nástroje byl kladen d raz na aktivitu v˝voje,  etnost aktualizací, po et staûení a míry podpory
s poslední verzí Scilabu. Po dohod  s vedoucím práce byl vybrán nástroj IPCV, kter˝ je kom-
patibilní s poslední verzí Scilabu (verze 6.0.0), a také má obsáhlejöí dokumentaci, která byla
nápomocná p i  eöení problém .
Dále je uveden detailní popis jednotliv˝ch krok  komprese JPEG. V kaûdé podkapitole se
pln  v nuji dané problematice, p i emû jsou uvedeny p íklady s podrobn˝m popisem formou
komentá   uvnit  implementace.
P i zpracování mé diplomové práce byl nejv töí problém v kapitole Ukládání. P i testování
funk nosti jsem narazila na problém, kdy se komprimovaná data liöila i p esto, ûe byl zpracová-
van˝ obraz ukládán dle standardu JPEG. Pro porovnávání soubor  jsem pouûila funkci imwrite
v Matlabu, Scilabu a Octave. Abych dosáhla co nejv töí podobnosti se souborem vytvo en˝m
pomocí funkce imwrite, aplikovala jsem stejnou kvantiza ní tabulku a zm nila po adí zna ek
DQT, DHT a SOF p esn  tak, jak je uvedeno ve v˝öe zmín né funkci. Poté se hlavi ka souboru
shodovala i s prvními  ty mi byty komprimovan˝ch dat, zbytek dat byl jin .˝ Nakonec jsem ov -
 ila pomocí funkce imfinfo v Matlabu a Octave, ûe se metadata testovacích soubor  shodují.
To, pro  se daná komprimovaná data liöí mezi m˝m programem a v˝stupy z v˝öe uveden˝ch, se
bohuûel nepoda ilo ani po d kladném testování odhalit.
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A Tabulky pro Hu manovo kódování (jasovou sloûku)
Tabulka 14: Tabulka pro koeficienty AC (jas).









































































































































































B Tabulky pro Hu manovo kódování (barvonosné sloûky)
Tabulka 15: Tabulka pro koeficienty AC (chrominance).









































































































































































C Implementace vykreslení RGB kostky v RGB a YCbCr pro-
storu
//RGB
t = 0:7; //pocet bodu v dimenzi
t = t * 36.42; //naplneni bodu hodnotami 0 az 255 s krokem 36,42
x = [0:511]; y = [0:511]; z = [0:511]; //alokace vektoru pro celkovy pocet bodu (8*8*8)
color = matrix(1:1536,512,3); //barvy pro kazdy bod
//definovani souradnic pro vsech 512 bodu kombinaci vyse uvedeneho kroku
for i=0:511
index = modulo(i,8) + 1;









z(i + (j * 64)) = x(j + 1);
end
end
//definovani vektoru barev, ktere se rovnaji souradnicim jednotlivych bodu
for j=1:512
color(j, 1:3) = [x(j), y(j), z(j)] ./ 256;
end
//vykresleni grafu a popsani os
figure();
scatter3(x, y, z, 25, color, "fill");
title(’RGB’); xlabel(’R’); ylabel(’G’); zlabel(’B’);
// YCbCr
x_y = [0:511]; y_y = [0:511]; z_y = [0:511];//alokace vektoru pro celkovy pocet bodu (8*8*8)
for i=1:512
x_y(i) = 0.299 * x(i) + 0.587 * y(i) + 0.114 * z(i) - 128; //vypocet Y
y_y(i) = - 0.1687 * x(i) - 0.3313 * y(i) + 0.5 * z(i); //vypocet Cb
z_y(i) = 0.5 * x(i) - 0.4187 * y(i) - 0.0813 * z(i); //vypocet Cr
end
//vykresleni grafu a popsani os
figure();
scatter3(x_y, y_y, z_y, 25, color, "fill");
title(’YCbCr’); xlabel(’Y’); ylabel(’Yb’); zlabel(’Yr’);
V˝pis 20: Implementace vykreslení RGB kostky v RGB a YCbCr prostoru.
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D Informace o uloûeném souboru získané pomocí funkce imwrite
ve Scilabu, Matlabu a Octave
Obrázek 37: Ukázka informací o souboru uloûen˝ch pomocí funkce imwrite v Matlabu, zobra-
zen˝ch pomocí funkce imfinfo v Octave.
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Obrázek 38: Ukázka informací o souboru uloûen˝ch pomocí funkce imwrite ve Scilabu, zobra-
zen˝ch pomocí funkce imfinfo v Octave.
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Obrázek 39: Ukázka informací o souboru uloûen˝ch pomocí funkce imwrite v Octave, zobraze-
n˝ch pomocí funkce imfinfo v Octave.
E Skripty a funkce
Obsah této p ílohy je na p iloûeném CD
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