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RISC reduced instruction set compu-
ter
računalnik z naborom omeje-
nih ukazov
DSP digital signal processing digitalno procesiranje signalov
ADC analog to digital converter analogno-digitalni pretvornik
DAC digital to analog converter digitalno-analogni pretvornik
SAI serial audio interface serijski zvočni vmesnik
LED light-emitting diode svetleča dioda
OS operating system operacijski sistem
RTOS real-time operating system operacijiski sistem v realnem
času
SSL Secure Sockets Layer varnostna vtična plast
TLS Transport Layer Security varnost transportne plasti
IDE integrated development envi-
ronment
integrirano razvojno okolje




GCC GNU Compiler Collection Prevajalnǐska zbirka GNU
I/O Input/output Vhod-izhod
RGB Red, green, blue Rdeče, zeleno, modro
TDM Time-division multiplexing Časovno rezanje oken
USART Universal synchronous and
asynchronous receiver-
transmitter






DMA Direct memory access Neposreden dostop do pomnil-
nika
PCM Pulse-code modulation Pulzno-kodna modulacija




Zvok načeloma zaznavamo s čutili za sluh, vendar to ni edini način. Lahko ga
zaznavamo tudi vizualno, vendar mora biti ustrezno uprizorjen. V diplom-
ski nalogi predstavimo implementacijo programa za vizualizacijo zvočnega
signala v realnem času. Najprej predstavimo razvojno ploščico STM DISCO-
F746NG, na kateri program izvajamo. Opredelimo njene specifikacije in
razložimo omejitve, ki smo jih morali upoštevati (pomnilnik, takt ure proce-
sorja). Nato opǐsemo razvojno okolje (Mbed studio), v katerem smo razvijali
program. Pregledamo njegove funkcije, uporabljene knjižnice, delovanje de-
ljenja in shranjevanja kode ter omenimo težavo pri uporabi zastarelih knjižnic
(neskladje verzij) in ponudimo rešitev. Predstavimo vzorčenje in obrazložimo
pomemben Nyquist-Shannonov izrek, ki smo ga morali pri tem upoštevati.
Razložimo tudi posledice ob njegovem neupoštevanju (alias efekt). Pred-
stavimo dva pristopa povezave vira zvočnega signala in razvojne ploščice
(analogni vhod na ploščici in 3.5 mm stereo priključek na ploščici) ter ob-
razložimo razlog za izbiro pristopa. Na kratko predstavimo diskretno Fouri-
erovo transformacijo, s katero analiziramo vzorčen zvočni signal, ter opǐsemo
njeno implementacijo v programu. Lotimo se opisovanja vseh implementira-
nih načinov vizualizacije zvoka (grafični, krožni, 3D, žogice, stolpci). Za vsak
način predstavimo okvirno delovanje algoritma, težave oziroma omejitve, na
katere smo naleteli, in, s pomočjo pseudokode, opǐsemo njegovo implemen-
tacijo. Na koncu predstavimo še delovanje in implementacijo uporabnǐskega
vmesnika.





We perceive sound with the auditory system, but that is not the only way.
We can also perceive it visually, but the sound must be first visualized. In the
following diploma thesis we present the implementation of a program that
visualizes sound in real time. First we introduce the development board STM
DISCO-F746NG, which runs the program. We describe its specifications
and explain its shortcomings, which we had to take into account (memory,
CPU clock speed). Then we describe the development environment (Mbed
studio), which we used in the development of the program. We look over
functions, used libraries, code sharing, code saving and we mention a problem
when using outdated libraries (version mismatch) and we offer a solution.
We describe sampling and explain the important Nyquist-Shannon theorem,
which we had to follow. We also show the consequences of not following it
(aliasing). Then we describe two ways of connecting the audio source and the
board (analog input on the board and 3.5 mm audio jack) and explain which
one we chose. We introduce the discrete Fourier transform which is used
to analyze sound and we show its implementation in the program. We go
through all the visualization techniques (graphical, circular, columns, balls,
3D). For each implemented technique we explain the algorithm, problems we
encountered, and, with the help of pseudocode, show its implementation in
the program. At the end we talk about the user interface and how it was
implemented.




Veliko ljudi posluša glasbo med početjem drugih stvari, spotoma. To je lahko
telesna vadba, delo ali pa tudi pred spanjem. Kaj pa, če je to edina stvar,
ki jo počnejo? Sedijo za mizo in poslušajo glasbo. To je že samo po sebi
dovolj dobro, vendar bi se dalo to celotno izkušnjo še izbolǰsati, glasbo bi
lahko na ustrezen način tudi videli ne samo slǐsali. Ko bi se zazrli na za-
slon računalnika, bi nam glasba zarisala vzorce, s katerimi bi razširili svoje
občutenje.
Vizualizacija zvoka je precej obširna in uporabna tema. Za diplomsko nalogo
so nekateri raziskovalci delali podobne projekte, na primer v delu [18] je bil
izdelan program, ki sproti izdela animiran video med predvajanjem glasbe.
V delu [13] se zvok vizualizira s pomočjo svetlečih diod v ohǐsju zvočnika.
V delu [21] so ustvarili program, ki kombinira vizualne materiale in ustvarja
nove vzorce ob predvajanju glasbe. To področje je zelo obširno in tudi upo-
rabno. V [24] so ugotavljali ali nam lahko vid pri poslušanju glasbe pomaga
pri strukturni analizi zvoka.
Naš namen je bil rešiti ta problem oziroma vizualizirati glasbo na različne
načine - uporabnik bi si lahko izbral osnovni (stolpični, grafični, ...) ali pa
napredneǰsi prikaz. To mu omogoča implementirani uporabnǐski vmesnik.
Uporabili smo razvojno ploščico STM DISCO-F746NG [23], ker ima vgrajen
zaslon ter je dovolj zmogljiva za izvajanje FFT transformacije. Za razvojno
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okolje smo uporabili Mbed [7]. To okolje je zelo priročno (hitra namestitev,
dobra podpora) in dobro dokumentirano. Med samim razvojem smo upora-
bili metodo prototipiranja, torej smo stvari razvijali sproti in funkcionalnosti
dodajali naknadno. Uporabimo lahko katerokoli glasbo oziroma drug zvok,




Pri nalogi uporabljamo DISCO-F746NG razvojno ploščico [23]. Ploščica te-
melji na Arm Cortex-M7 32-bitnem RISC jedru. Procesor ima najvǐsji takt
ure 216 MHz. Jedro ima enoto za izvajanje operacij v plavajoči vejici, ki
podpira vse ARM ukaze in podatkovne strukture za procesiranje podatkov
v enojni natančnosti. Implementira večino ukazov za digitalno procesiranje
signalov (DSP), kar močno pospeši obdelavo digitalnih signalov.
Razvojna ploščica ima 1 MB bliskovnega pomnilnika, 320 KB statičnega
pomninika ter krmilnik za neposredni dostop do pomnilnika (omogoča prenos
pomnilnik - pomnilnik, pomnilnik - zunanje naprave, zunanje naprave - po-
mnilnik). Ima tudi 12-bitni analogno-digitalni pretvornik (24 kanalov), dva
digitalno-analogna pretvornika, 13 16-bitnih časovnikov, 2 32-bitna časovnika
in pravi generator naključnih števil. Ima sledeče V/I naprave:
• 168 V/I priključkov z možnostjo prekinitev,
• 25 komunikacijskih vmesnikov (4 USART,4 UART, 6 SPI, 2 SAI, 2
CAN, HDMI,..),




• 8-14 bitni vzporedni vmesnik za kamero,
• 1 svetlečo diodo,
• 1 stikalo,
• Arduion Uno V3 veznike,
• integriran ST-LINK/V2-1, preko katerega se programira in razhroščuje,
• 2 mikrofona,
• SAI DAC stereo audio vhod in izhod (3,5 mm stereo vtič),
• 4.3 inčen RGB 480x272 LCD zaslon, ki omogoča večtočkovni dotik.
Omejitve strojne opreme se na tej ploščici pokažejo pri 3.5 mm audio vhodu
in izhodu. Uradni gonilniki in knjižnice za te V/I naprave izklopijo vzpore-
dno uporabo vhoda in izhoda. Po raziskavi [19] smo ugotovili, da razvojna




Mbed [7] je razvojno okolje in operacijski sistem za naprave, ki temeljijo na
32-bitnih ARM Cortex-M mikrokontrolerjih [4]. Projekt v sodelovanju raz-
vijajo ARM in njegovi tehnološki partnerji. Mbed OS ponuja Mbed C/C++
razvojno okolje in orodja za ustvarjanje programske opreme za naprave, kot
so na primer naprave Internet stvari. Sestavljen je iz osnovnih knjižnic, ki
ponujajo:
• gonilnike za naprave,
• omrežne sposobnosti,




• zagotovitev varnost povezav (z uporabo SSL/TLS knjižnice).
Mbed nudi tudi svojo integrirano razvojno okolje (IDE) za razvijanje pro-
gramov - Mbed Studio [7], katerega je potrebno naložiti in namestiti na svoj
računalnik. Nudijo pa tudi spletni IDE, ki vsebuje spletni urejevalnik kode
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in prevajalnik. Največja prednost, ki jo ima spletni pristop, je v tem, da ni
potrebno namestiti ničesar. Mbed Studio je precej hitreǰsi pri prevajanju in
omogoča le delno prevajanje. To pomeni, da bo prevajalnik prevedel le tisti
del kode, ki se je spremenil.
Mbed IDE (bodisi spletni ali pa nameščen) ponuja možnost uvažanja,
izvažanja in deljenja kode s pomočjo Mercurial kontrole verzij [8]. Na Mbed
spletni strani lahko uporabnik ǐsče programe iz repozitorijev in jih zelo hitro
uvozi ter preizkusi. Vse uradne knjižnice in primeri kode so v tem sistemu,
kar precej olaǰsa iskanje in njihov uvoz.
Ob neskladnih verzijah uporabljenega Mbed operacijskega sistema (pri pro-
jektu v repozitoriju in verzijo v IDE) lahko pride do težav pri uvozu projekta
v lokalni sistem. Temu se izognemo z uporabo spletnega IDE.
V tem projektu sta bili uporabljeni dve knjižnici za razvojno ploščico DISCO-
F746NG:
• BSP DISCO F746NG: vsebuje gonilnike za LCD, kamero, EEPROM,
dotikalni zaslon, pomnilnik, zvočne naprave, giroskop, pospeševalnik,
V/I naprave in temperaturni senzor,
• mbed-dsp: vsebuje veliko optimiziranih programov/funkcij za proce-
siranje signalov - osnovne matematične funkcije (produkt, absolutna
vrednost, odštevanje, seštevanje vektorjev), kompleksne matematične
funkcije (konjunkcija, magnituda, produkt kompleksnih števil), trigo-
nometrične funkcije, funkcije filtriranj, matrične funkcije (seštevanje,
inverz, množenje, skaliranje, transpozicija,..), statistične funkcije (ma-
ksimum, minimum, povprečje vektorja..) in transformacijske funkcije
(bitni obrat, FFT).
Nekatere knjižnice imajo kodo napisano kar v zbirniku, saj je tako zagoto-
vljena največja možna optimizacija (na primer knjižnica mbed-dsp). Pri tem
pa se pojavi težava, saj privzeti Arm prevajalnik 6 v Mbed Studiu ne zna
prevesti zbirnǐske kode v celoti (po forumih sodeč je problem v Tensorflow
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knjižnici, ki se verjetno uporabi v dani knjižnici). Prevajalnik javi sledečo
napako:
Error: A1137E: Unexpected characters at end of line
Napaka ni v sami zbirnǐski kodi, pač pa v prevajalniku. Popravek se izvede
tako, da se enostavno zamenja prevajalnik. Kot prvo se prenese novi preva-
jalnik (npr. ARM GCC [3]), nato se ustvari konfiguracijsko datoteko. Vanjo
se napǐse pot do željenega prevajalnika na disku ter se nastavi privzeti pre-
vajalnik. Zamenjava prevajalnikov je zadostna rešitev, vendar ni popolna.
Uporaba ARM GCC prevajalnika ni povsem podprta v Mbed Studiu, kar
lahko povzroči pomankljivo ali pa celo nedelovanje nekaterih funkcij. Edina
opazna sprememba pri našem razvijanju je bila prenehanje delovanje sin-
taktičnega označevalca v urejevalniku kode. Nekatere metode niso bile več
prepoznane in nekatere podatkovne tipe (npr. nepredznačeno celo število) je




Preden lahko zvok analiziramo in prikažemo uporabniku, moramo povezati
vir zvoka z razvojno ploščico in zvok vzorčiti.
4.1 Vzorčenje
Vzorčenje [15] je prevedba zveznega signala v diskretne vrednosti oziroma
diskretni signal dobimo z vzorčenjem zveznega signala na enakomerno raz-
deljenih časovnih točkah. To se predstavi z enačbo 4.1, kjer so x[n] vzorci
zveznega signala x(t) in Ts je perioda vzorčenja.
x[n] = x(nTs) , −∞ < n <∞ (4.1)





Pri izboru frekvence vzorčenja moramo biti previdni, saj moramo upoštevati
Nyquist-Shannonov izrek [15]. Ta pravi, da je možno zvezni signal, ki ne vse-
buje frekvenc vǐsjih od fmax, popolnoma določiti/rekonstruirati iz vzorcev,
ki so bili zajeti s frekvenco vzorčenja fs = 2fmax. Tej frekvenci pravimo
Nyquistova frekvenca. Če se izreka ne držimo oziroma ga ne upoštevamo in




x(t) = A cos(ω0t) ω0 = 2πf0 (4.3)
vzorčimo s frekvenco fs = 1/Ts. Vzorci, ki jih dobimo so
x(n) = A cos(ω0nTs) n = 1, 2, 3, . . . (4.4)
Če zapǐsemo ω̂0 = ω0Ts, lahko vzorce izrazimo kot
x(n) = A cos(ω̂0n) n = 1, 2, 3, . . . (4.5)
Naj bo





y(n) = A cos(ω̂0n+ 2πn) n = 1, 2, 3, . . . (4.7)
vzorci signala y(t), kadar ga vzorčimo s periodo Ts. Sinusni signal je peri-
odičen s periodo 2π, tj. cos(x+ 2π) = cosx. Zato lahko zapǐsemo
y(n) = x(n) n = 1, 2, 3, . . . (4.8)
Prav tako bi z vzorčenjem signala




s frekvenco fs ugotovili, da
x(n) = y(n) = z(n) n = 1, 2, 3, . . . (4.10)
To pomeni, da imajo signali x(t), y(t) in z(t), kadar jih vzorčimo s periodo
Ts, enake vzorce. Zato je pri rekonstrukciji diskretnega signala nazaj v zvezni
nemogoče določiti za kateri signal gre. Stvar je še huǰsa, saj imajo iste vzorce







− ω0) , k = 1, 2, 3, . . . (4.11)
V splošnem velja, da so vsi vzorci signalov s frekvencami
f0 + kfs in kfs − f0 , k = 1, 2, 3, . . . (4.12)
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f0 fsf -fs 0 2f   00
(a) fs > 2f0
f0 fsf -fs 0 2f   00
(b) fs < 2f0
Slika 4.1: Aliasing pojav.
aliasi signala s frekvenco f0 in ne moremo enolično rekonstruirati signala iz
teh vzorcev. Nyquist-Shannonov izrek pravi, da če je fs ≥ 2f0 in v signalu
ni frekvenčne komponenete s f > f0, potem vzorci predstavljalo le signal s
frekvenco f0. Predpostavimo, da imamo v nekem signalu razpon frekvenc
od 0 do f0. Slika 4.1a prikazuje primer, ko je frekvenca vzorčenja fs >
2f0. Ob predpostavki, da signal res ne vsebuje frekvenc vǐsjih od f0, smo
lahko prepričani, da so vzorci, ki pripadajo posamezni frekvenci v signalu
0 ≤ f ≤ f0 res slika le te frekvence v signalu. Slika 4.1b prikazuje primer,
ko je frekvenca vzorčenja fs < 2f0. Takrat sta frekvenčni komponenti f0 in
fs−f0 aliasa. Z drugimi besedami, za obe frekvenčni komponenti dobimo isti
niz vzorcev in ne moremo vedeti, kateri frekvenčni komponenti pripada ta
vzorec. Slika 4.2 nazorno prikazuje, kako bi lahko iz istih diskretnih vzorcev,
ki so na sliki označeni s krogci, rekonstruirali tri različne sinusne signale s
frekvencami 50 Hz, 60 Hz in 160 Hz pri vzorčenju s frekvenco fs = 110 Hz saj
sta ob predpostavki f0 = 60 Hz vzorca signalov s frekvencama fs − f0 = 50
Hz in 2fs − f0 = 160 Hz njuna aliasa.
Sluh mladega človeka lahko zazna frekvence med 20 in 20 000 Hz [6],
s starostjo pa se zgornja mejna frekvenca začne nižati. V našem projektu
smo vzorčili s frekvenco 44 kHz, kar je več kot dvakratna specificirana zgor-
nja mejna frekvenca našega vira signala (iPad mini 2 [2]). V splošnem so v
zvočnem signalu poleg željenih frekvenc nedvomno prisotne tudi vǐsje har-
monske frekvence, ki pa so za naš projekt neznatnega pomena, kar smo ugo-
tovili s preprosto analizo. Z uporabo enostavnega spektralnega analizatorja
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(a) fs − f0 = 50 Hz. (b) f0 = 60 Hz.
(c) 2fs − f0 = 160 Hz.
Slika 4.2: Primer aliasing pojava: pri vzorčenju treh sinusnih signalov f0 = 50
Hz, f1 = 60 Hz in f3 = 160 Hz s frekvenco vzorčenja fs = 110 Hz dobimo
iste vzorce (na sliki označene s krogci).
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(a) Prikaz 1 kHz signala. (b) Prikaz 20 kHz signala.
Slika 4.3: Spektralni prikaz generiranih signalov z iPad mini 2.
(PoScopeMega1+ [20]) smo testirali generiranje frekvenc iPad mini 2. Ge-
nerirali smo nekaj tonskih frekvenc in hkrati na spektralnemu analizatorju
opazovali, če se poleg generiranih frekvenc v frekvenčnem spektru vidijo še
neželjene frekvence - vǐsji harmoniki (sliki 4.3a in 4.3b). Iz slik je razvidno,
da je ”vrh”v grafu le tam, kjer je generirana frekvenca. Iz naše analize zato
ocenjujemo, da je vpliv vǐsjih harmonikov neznaten. Njihov obstoj naj ne
bi povzročil napačnega delovanja programa, oziroma napačno vizualizacijo
signala - prikaz frekvenc tam, kjer jih dejansko ni.
V primeru, da bi bile vǐsje harmonske komponente ”visoke”oziroma opazne,
bi morali zvočni signal najprej peljati skozi nizko prepustno sito (”low pass
filter”). To sito bi odstranilo vse frekvence vǐsje od fs/2 in preprečilo nasta-
nek alias efekta.
4.2 Povezava tablice in ploščice
Povezavo med virom zvočnega signala (v našem primeru tablica) in razvojno
ploščico lahko naredimo na več načinov.
Prva možnost je uporaba 3,5 mm stereo vtiča. Razvojna ploščica ima dva
takšna priključka, za vhod in izhod, kar nam naj bi omogočilo, da bi na
vhod priklopili tablico, na izhod pa napravo za predvajanje (aktivni zvočnik,
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slušalke). Takšen hkratni priklop vhoda in izhoda pa ni deloval zaradi že
omenjenih strojnih omejitev. Lahko pa vseeno uporabimo vhodni priključek
za zajemanje zvočnega signala, za samo predvajanje zvoka pa moramo poskr-
beti na drugačen način. To naredimo z delilnikom zvočnega signala (shema
4.5), ki vzporedno dovaja zvočni signal v zvočnik in našo ploščico.
Pred začetkom uporabe audio vhoda na ploščici moramo ta del naprave ini-
cializirati [16] in specificirati frekvenco vzorčenja (v razponu 8 kHz do 192
kHz), glasnost zajemanja zvoka ter velikost tabele zajema vsakega vzorčnega
okna. Audio vhod producira PCM signal, ki gre skozi WM8994 kodek [12] in
ARM Cortex M7 procesor in se preko I2S linije prenese v povezane zvočne
naprave. Snemanje zvoka poteka s pomočjo dvojnega pomnenja, kjer krmil-
nik za neposredni dostop do pomnilnika (DMA) uporabi en medpomnilnik
za branje zvoka (v obliki PCM signala) z vhodne audio naprave, drugi med-
pomnilnik pa med tem pošilja podatke algoritmom za procesiranje zvoka. Ta
mehanizem prepreči prepisovanje medpomnilnikov.
Primer poteka zajemanja zvoka:
• V prvi iteraciji (oziroma prvemu oknu vzorčenja) DMA napolni tabelo
0 s podatki, med tem se podatki v tabeli 1 prenesejo v algoritme za
procesiranje. V prvi iteraciji tabela 1 ne vsebuje še vzorcev zvoka, zato
so vzorci zamaknjeni za eno okno,
• Ko DMA konča s polnitvijo tabele 0, se sproži prekinitev,
• Začne se druga iteracija, podatki iz tabele 0 se pošljejo za procesiranje,
DMA napolni tabelo 1 s podatki,
• Postopek se ponovi.
Rezultat tega postopka je digitaliziran zvok v obliki tabele, ki vsebuje 16-
bitna števila. Podatke se potem naprej obdela in analizira. Ta pristop ima
en ključni problem - šum. V zvočnem signalu je preveč šuma, ki se inducira
pri zajemanju zvoka, kar povzroči, da so izhodni podatki preveč popačeni.
Še vedno so uporabni, vendar niso idealni. Zato bo zajemanje potekalo na
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Slika 4.4: Shema uporovnega delilnika z ločilnim kondenzatorjem.
drug način.
Druga možnost je uporaba analognega vhoda na ploščici. Zvočni si-
gnal iz tablice je izmeničen, analogni vhod razvojne ploščice (STM32F4
PA02) pa pričakuje enosmerne napetosti med 0 V in 3,3 V. Zato smo iz-
meničnemu zvočnemu signalu ”dodali”enosmerno napetost z vrednostjo po-
lovice občutljivosti analognega vhoda ploščice torej 1,65 V. V ta namen upo-
rabimo uporovni delilnik (shema 4.4), ki je na eni strani priključen na re-
ferenčno napetost 3,3 V in na drugi strani na maso. Oboje pridobimo na
ploščici. Vezju je dodan tudi ločilni kondenzator, ki preprečuje da bi dodana
enosmerna napetost prǐsla na zvočni izhod tablice.
Amplituda vhodnega zvočnega signala je lahko največ 1,65 V, saj sicer pa-
demo izven občutljivosti analognega vhoda. Za najlepši prikaz vizualnih
učinkov v našem programu pa smo izmerili vrednost amplitude približno 40-
100 mV.
Priklop napetosti 3,3 V, mase in zvočnega signala na ploščico prikazuje foto-
grafija 4.6.
V kodi programa beremo vrednost analognega pina, kar nam s pomočjo
12-bitnega analogno-digitalnega pretvornika (ADC) vrne realno število (ozi-
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Slika 4.5: Shema delilnika zvočnega signala.
Slika 4.6: Fotografija priklopa mase, napajanja in signala na ploščico.
Diplomska naloga 17
Slika 4.7: Blok shema celotne povezave.
roma število s plavajočo vejico) med 0 in 1. Poskrbeti moramo tudi, da se
meritev shrani v neko tabelo in da se počaka dovolj časa pred naslednjo me-
ritvijo. To ponavljamo do zapolnitve tabele (z velikostjo 1024 števil), nakar
podatke v tabeli analiziramo.
Drugi pristop je veliko bolj natančen, bolj preprost, nudi več kontrole nad
celotnim postopkom (več kot le določanje parametrov neke funkcije pri ini-
cializaciji) in rezultati vsebujejo veliko manj šuma.
Za izdelavo tega programa smo zato izbrali drugi pristop. Blok shema celo-
tne povezave je na sliki 4.7.
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4.3 Analiza glasbe
Vzorce iz preǰsne faze (vzorčenje zvoka) lahko že prikažemo, vendar bi nam
to povedalo zelo malo o lastnostih zvoka, ki ga trenutno poslušamo. Vzorce
bomo zato kot prvo analizirali.
Francoski matematik Joseph Fourier je dokazal [5, 10], da se lahko vsako zve-
zno funkcijo pridobi z neskončno vsoto sinusoid in kosinusoid. Iz tega sledi,
da se Fourierova analiza periodične/zvezne funkcije ukvarja z izločanjem se-
rije sinusoid in kosinusoid, katere se seštejejo v prvotno funkcijo. Ta analiza
se lahko predstavi kot Fourierova vrsta:






































Za diskretne podatke uporabimo diskretno fourierovo transformacijo (DFT)
[14]. DFT transformiraN diskretno-časovnih vzorcev v enako število diskretno-







Podatki v x so enakomerno časovno ločeni (časovna razlika(dt) je dt = 1
fs
,
kjer je fs frekvenca vzorčenja). Podatki v X so kompleksni, kjer absolutna
vrednost vsakega elementa predstavlja magnitudo oziroma količino frekvence
prisotne v podatkih. Da ugotovimo, katero frekvenco predstavlja k-ti ele-
ment vektorja, moramo množiti indeks elementa z ločljivostjo naše meritve.
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Ločljivost meritve se dobi tako, da se frekvenco vzorčenja deli s številom





X[n] γl * n Hz
Prvi element vektorja X predstavlja frekvenco 0 in njegova vrednost je vsota
vseh podatkov v vektorju x. Temu podatku pravimo DC komponta in se
običajno odstrani iz končnega rezultata, saj ne pove skoraj nič o vsebnosti
frekvenc v podatkih. DFT se lahko izračuna zelo učinkovito z uporabo hi-
trega Fourierovega transforma (angl. fast fourier transform - FFT).
FFT [14, 17] ni nova transformacija, pač pa je računsko učinkovit algori-
tem za računanje DFT. Ta algoritem omogoča, da se analizira velike količine
vzorčnih podatkov, ne da bi to drastično vplivalo na čas računanja. Glavna
strategija algoritma je razdelitev DFT z dolžino N v več kraǰsih DFT, ka-
terih rezultati se uporabijo večkrat, da se izračuna končni rezultat. Dolžine
kraǰsih DFT so celo številski faktorji N , kar pripelje do različnih algoritmov
za različne dolžine in faktorje. Najbolj uporabljeni FFT algoritmi imajo
N = 2M , torej potenco števila dva. Eden takšnih je Cooley-Tukey FFT algo-
ritem [11], ki spremeni DFT s principom ”deli in vladaj”. Rekurzivno razdeli
vhodne podatke na tiste s sodimi in tiste z lihimi indeksi, dokler niso podatki
dovolj majhni, da jih je časovno ugodno izračunati z osnovnim DFT algorit-
mom. Tudi v enačbi Cooley-Tukey FFT algoritma 4.18 se vidi ta razdelitev
















En programski cikel vsebuje vzorčenje, analizo in vizualizacijo zvoka. Da
prikaz izgleda čim bolj tekoč in animiran, moramo opraviti mnogo ciklov
vsako sekundo. Zgledujemo se po filmih in video igricah in ugotovimo, da
potrebujemo vsaj 30 ciklov na sekundo, saj to poskrbi za dovolj tekočo ani-
macijo pri gledanju prikaza. To pomeni, da mora vsak cikel trajati največ
33 milisekund. Od tega trajanja vzorčenje vedno obsega 23 ms (dobljeno iz
1/45000∗1024 ). Verjetno je vzorčenje dalǰse od 23 ms, saj se mora upoštevati
še ADC pretvorba in shranjevanje podatkov v tabelo. Vendar lahko to zane-
marnimo.
Ostane nam še 10 ms za analizo in vizualizacijo. Čas vizualizacije ni
stalen, saj je odvisen od načina prikaza. Da bi pri tem imeli čim več svobode,
moramo analizo čim bolj optimizirati. FFT po proncipu Cooley-Tukey (glej
algoritem 1, x je vhodni vektor, N je njegova velikost, S pa korak oziroma
inkrement) se lahko preprosto implementira v programskem jeziku C++.
Izkaže pa se, da je njegovo izvajanje predolgo.
Algorithm 1 Cooley-Tukey FFT
procedure FFT(x,N,s)
if N = 1 then
vrni x . Trivialna velikost vektorja
else
X ←prazni vektor
X0,...,N/2−1 = FFT(x, N/2, 2s) . FFT na sodih indeksih
XN/2,...,N−1 = FFT(x+s, N/2, 2s) . FFT na lihih indeksih
for h = 0 to N/2-1 do . Združimo obe polovici
k = Xh
Xh = k + exp(−2πih/N)Xh+N/2
Xh+N/2 = k - exp(−2πih/N)Xh+N/2
vrni X
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Tudi če ga implementiramo v čistem C jeziku (odpravimo priročne Slice
funkcije in podobno), implementacija ni dovolj hitra. Zato smo uporabili
knjižnico, spisano za STM32 mikrokontrolerje, ki je namenjena za procesira-
nje digitalnih signalov (DSP). Knjižnica vsebuje funkcijo za FFT (arm cfft radix4 f32),
ki je delno spisana v jezikih C++ delno pa kar v zbirniku. Glavni računski
del FFT algoritma je napisan v zbirniku, kar omogoči veliko optimizacijo.
Po testih 4.8 [22] rabi ta implementacija samo 0,3 ms za izvedbo FFT z 1024
vzorci, kar nam pusti malo manj kot 10 ms za vizualizacijo, kar popolnoma
zadostuje. Funkcija za FFT nam vrne tabelo kompleksnih števil, ki predsta-
Slika 4.8: Zmogljivost funkcije FFT [22].
vljajo rezultat FFT algoritma. Uporabimo še eno funkcijo iz DSP knjižnice
(arm cmplx mag f32) in dobimo magnitude oziroma absolutne vrednosti




Preostane nam še vizualizacija podatkov. Ker smo se v preǰsnjih fazah po-
trudili, da bi časovno čim bolj optimizirali delovanje programa, imamo v tej
fazi več časa za izvajanje risalnih algoritmov oziroma funkcij. To so funkcije,
ki jim podamo rezultat analize in nam na zaslon izrǐsejo like, ki predstavljajo
glasbo. Cikel zajema in analize se dogaja dovolj hitro, da se lahko vsakič na
novo narǐse slika in se nam ni potrebno ukvarjati s prehodi med cikli. Po-
sledica tega je tudi delna neodvisnost risanja ciklov (pri nekaterih funkcijah
seveda to ne pride v poštev). S pomočjo stikala in globalne spremenljivke se
v kodi izbira med funkcijami oziroma med načini prikazov glasbe.
Knjižnica za risanje na zaslon vsebuje le osnovne funkcije (barvanje pikslov,
risanje črt, risanje krogov), zato smo morali večino stvari implementirati
sami. V naslednjih poglavjih so opisani vsi risalni algoritmi.
5.1 Osnovni grafični način
Grafični način 5.1 prikazuje rezultate tako, da narǐse lomljeno črto na zaslon
- pravzaprav graf, ki ima na x osi frekvence, na y pa magnitudo. Algoritem
2 se kot prvo sprehodi čez vse podatke. Vsako vrednost normalizira oziroma
deli z neko referenčno vrednostjo (v našem primeru znaša 100000) in dobi
delež, katerega pomnoži z vǐsino zaslona. Tako se dobi Y pozicija točke na
23
24 Martin Resman
Slika 5.1: Osnovni grafični način prikaza FFT rezultatov na ploščici.
zaslonu. X pozicija je izključno odvisna od indeksa v tabeli podatkov (torej
prvi ima x 0, drugi 1 in tako naprej do 479). Začnemo pri 2. elementu,
saj je prvi DC in ga zanemarimo. Vsaka pozicija podatka se zapǐse kot
točka (Point v C++) in shrani v tabelo točk. Po sprehodu kličemo funkcijo
BSP LCD DrawPolygon, kateri podamo to tabelo. Barvo nastavimo s
pomočjo klica funkcije BSL LCD SetTextColor, kateri podamo barvo v
RGB formatu.
Med vsakim klicom te funkcije, torej med izrisi slike, moramo preǰsno sliko
počistiti. Za to uporabimo funkcijo BSL LCD Clear, ki naredi nič drugega,
kot da narǐse črni pravokotnik čez celotni zaslon. Kasneje smo ugotovili, da
je ta funkcija zelo počasna in se ji, kolikor se le da, izognemo. Vendar pri
neenakomernih izrisih ne gre drugače, če želimo biti prostorsko in časovno
učinkoviti. Lahko bi si zapomnili preǰsne pozicije točk na zaslonu in bi na
začetku funkcije prerisali preǰsni graf z belo lomljeno črto, vendar bi to pod-
vojilo izvajalni čas funkcije.
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Stolpični prikaz je podoben grafičnemu, vendar se razlikuje po obliki in
količini prikazanih vrednosti. Na X osi si lahko spet predstavljamo frekvenco
(bolj desno na zaslonu je, večja je), na Y osi pa magnitudo. Namesto, da
prikažemo kar vseh 512 (oziroma 480) številk, prikažemo samo 30 najbolj
pomembnih frekvenc. Te frekvence se vzame iz znanih zvočnih intervalov,
npr. sub-bass (16-60 Hz), bass (60-250Hz) itd. Vsaka frekvenca je predsta-
vljena kot beli stolpec na zaslonu. Algoritem 3 se sprehodi čez magnitude
teh 30 pomembnih frekvenc, jih normalizira in kar sproti izrǐse stolpce, saj
se X koordinata določi z indeksom, širina stolpca pa je fiksna. Tukaj nam ni
Algorithm 3 Stolpični prikaz
procedure GrafSimple(X)
for i = 0 to 30 do
Narǐsi črni stolpec na x=i*zamik in y=0 z vǐsino celotnega zaslona
delez = Xi/referenca
vǐsina = delež*480
Narǐsi beli stolpec na (i*zamik,0) z visino visina
treba uporabiti počasne funkcije za brisanje zaslona, saj pred izrisom novega
stolpca pobrǐsemo preǰsnega (za vǐsino vzemimo kar celotno vǐsino zaslona).
Ta funkcionalnost je povsem enaka BSL LCD Clear, vendar je razdeljena
na več manǰsih delov, kar pohitri algoritem.
Imamo dva stolpičasta prikaza. Prvi prikaz 5.2 je osnovni in vsebuje samo
stolpce. Drugi prikaz 5.3 pa je enak prvemu, vendar izrǐse še vrhove za
vsako frekvenco, kot majhne modre pravokotnike. Ti pravokotniki vsako ite-
racijo padajo in se, če trenutna magnituda presega vrh, postavijo na vrh te
magnitude.
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Slika 5.2: Stolpični prikaz.
Slika 5.3: Stolpični prikaz z vrhi.
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5.3 Toplotni zemljevid
Toplotni zemljevid 5.4 nam na planjavi prikazuje področje z največjo vsebno-
stjo frekvenc. Zaslon ploščice je razdeljen na 32*15 enako velikih pravokotni-
kov, kjer vsak predstavlja eno frekvenco. Barva tega pravokotnika je odvisna
od magnitude. Začne se pri zeleni, potem se z večanjem magnitude odvzema
zelena in dodaja rdeča. Tako dobimo tekoč barvni prehod od zelene, kasneje
rumene vse do rdeče. Algoritem 4 se sprehodi kot prvo čez vrstice in pri vsaki
vrstici čez vse stolpce. Za vsak pravokotnik se izračuna delež magnitude, ki
se ga uporabi za izračun barve.
Algorithm 4 Toplotni zemljevid
procedure ToplotniZemljevid(X)
for i = 0 to 32 do
for j = 0 to 15 do
delez = Xi∗15+j/referenca
Preracun barve glede na delez
Narisi pravokotnik z barvo na i*zamikX,j*zamikY
Delež se pomnoži s 510 in barva se izračuna po sledeči formuli:




razlika = razlika << 8
barva = barva | razlika
}else{
barva = 0xFF00FF00
delez = delez << 16
barva = barva | delez
}
Izračun barve na tak način je mogoč, saj rabimo barvo v RGB formatu.
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Slika 5.4: Toplotni zemljevid.
Barva je sestavljena iz 4 bajtov, s prvim določimo jakost barve, drugi določa
vsebnost rdeče, tretji zelene in zadnji modre barve. Tako lahko kontroliramo
deleže posameznih barv. Začnemo s 255 zelene in temu dodamo delež rdeče.
Ko je rdeča komponenta maksimirana, odštevamo od zelene komponente.
Pri tem risalnem algoritmu nam ni potrebno uporabiti BSL LCD Clear,
saj se vsakič narǐsejo vsi pravokotniki in se s tem preǰsnji prerǐsejo.
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5.4 Krožni grafični prikaz
Ta prikaz je zelo podoben navadnemu grafičnemu prikazu, s to razliko, da je
graf porazdeljen po krožnici. Da je to izvedljivo, moramo pretvoriti polarne
koordinate v kartezične. To se naredi z enačbama:
x = cx+ r ∗ cos(a) (5.1)
y = cy + r ∗ sin(a) (5.2)
cx in cy predstavljata koordinati izhodǐsča krožnice, r radij in a kot. Radij se
spreminja, saj je odvisen od magnitude frekvence pri določeni točki. Sesta-
vljen je iz baznega radija (ta je vedno prisoten, saj želimo prisotnost krožnice)
in dodatka, ki se izračuna kot vǐsina pri grafičnemu prikazu (pomnožimo delež
z nekim številom). Da algoritem 5 lahko deluje, moramo izračunati tudi ko-
tni korak - preprosto delimo 360 stopinj s številom frekvenc, ki jih želimo
prikazati, in dobimo gostoto podatkov.




for i = 0 to X.dolzina do
delez = Xi/referenca
radij = delez*50+bazni radij
izračun X in Y po enačbah
tockei = Point(X,Y)
klic funkcije drawPolygon(tocke)
Implementirane imamo 3 take prikaze. Prvi 5.5 je osnovni prikaz. Prikaže
vse frekvence z belo lomljeno črto, naraščajoče v smeri urinega kazalca. Drugi
prikaz 5.6 je podoben prvemu, samo z dodanimi barvami. Prehod med bar-
vami je urejen po principu prehoda barv pri toplotnemu zemljevidu, vendar
je dalǰsi (rdeč, rumen, zelen, svetlo moder, moder, roza, rdeč). Zadnji prikaz
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Slika 5.5: Osnovni grafični krožni prikaz.
5.7 pa zrcali prikazane frekvence na sredinski navpični črti in spreminja bazni
radij krožnice glede na jakost glasbe. To povzroči, da krožnica poskakuje v
”ritmu”. Jakost pridobimo z uporabo arm power f32 funkcije na rezultatu
FFT. Funkcija nam vrne seštevek vseh vrednosti v tabeli. Ta seštevek po-
tem primerjamo z referenčnim številom in dobimo delež, ki ga uporabimo pri
izračunu baznega radija.
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Slika 5.6: Barvni grafični krožni prikaz.
Slika 5.7: Poskočni grafični krožni prikaz.
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5.5 Prikaz z žogicami
Prikaz z žogicami uporablja žogice, da predstavi zastopanost frekvenc v
glasbi. Žogice se na začetku (slika 5.8) pojavijo na sredini zaslona in se po-
mikajo proti robu (slika 5.9), vsaka žogica stran od sredǐsča v stalni smeri.
Hitrost žogice je odvisna od magnitude frekvence, ki jo predstavlja. Ob do-
tiku z robom se pozicija žogice ponastavi na sredino zaslona. Podobno kot
pri barvnemu grafičnemu krožnemu prikazu so tudi tukaj žogice obarvane
po intervalih. Algoritem 6 se sprehodi čez vse žogice in kot prvo prebarva





for i = 0 to stZogic do
Pobarvaj prejsno pozicijo žogice s črno
delez = Xi/referenca
Hitrost = delez*10+1;
Zapomni razdaljo od sredine za zogico
Preracun X,Y z uporabo razdalje
if X,Y je izven koordinat zaslona then
Ponastavi razdaljo
Ponastavi pozicijo na sredino zaslona
Narisi krog na poziciji X,Y
Nato izračunamo hitrost s pomočjo deleža magnitude, izračunamo novo
razdaljo žogice od sredine zaslona in si jo zapomnimo. S pomočjo te razdalje
izračunamo novi X in Y koordinati žogice, nakar preverimo, če je še v mejah
zaslona. V primeru, da temu ni tako, jo postavimo na sredino in ponastavimo
razdaljo. Na koncu narǐsemo krog, ustrezne barve, na poziciji X,Y. Radij
kroga je za vse žogice enak in stalen.
34 Martin Resman
Slika 5.8: Prikaz z zogicami na zacetku izvajanja.
Slika 5.9: Prikaz z zogicami na sredini izvajanja.
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5.6 Začetni prikaz
Začetni prikaz je prvi prikaz, ki ga uporabnik vidi, ko prižge ploščico. Prikaz
(slika 5.10) je v osnovi podoben grafičnemu krožnemu prikazu, poleg grafa
pa se dodajo še stolpci, ki se razporedijo po krožnici. V sredini krožnice so
začetnice M.R. Lomljena črta grafa vedno obdaja stolpce in se jih nikoli ne
dotika. To povzroči dinamičen in poskočen vzorec.
Knjižnica za risanje na LCD sicer ima funkcijo za risanje pravokotnikov, ven-
dar zna narisati le take, ki imajo stranice vzporedne z zaslonom (torej brez
nagiba). Zato smo sami razvili način izrisa. Z uporabo lastnosti pravokotnih
trikotnikov (slika 5.11) in že obstoječima enačbama za računanje koordinat
točk na krožnici (5.1 in 5.2) lahko zelo preprosto izračunamo levo in desno
spodnje ogljǐsče za vsak stolpec. Moramo poznati le zamik kota, ki določa
širino stolpca, ki pa je lahko poljuben. Za izračun levega in desnega zgornjega
ogljǐsča moramo kot prvo določiti vǐsino stolpca (ki je odvisna od magnitude
frekvence), nato pa po pitagorovem izreku dobimo hipotenuzo trikotnika. Z
uporabo krožne funkcije arcsin (na tej hipotenuzi in širini stolpca) dobimo
kot, ki ga z emplementacijo enačb 5.1 in 5.2 uporabimo za izračun koordinate
ogljǐsč.
Algoritem 7 se sprehodi čez vse stolpce, z zgoraj opisano matematiko
izračuna koordinate oglǐsč stolpca, in ga narǐse. Rǐsemo tudi lomljeno črto,
zato se izračuna še pozicija točke in narǐse se črto med trenunto in preǰsno
črto. Začetnici se narǐseta, ko se prvič preklopi na ta način prikaza. Ta način
uporabimo zato, ker se ta del zaslona med prikazom ne spreminja in bi bilo
ponovno risanje vsako iteracijo zamudno.
Implementacija brisanja zaslona je bila izvedena posebej, saj bi BSP LCD Clear
pobrisal tudi začetnici. Vseh pozicij stolpcev in grafa si ne bomo zapomnili
in jih kasneje prerisali, saj bi bilo to časovno in prostorsko potratno. Zato
smo implementirali poseben način brisanja zaslona. Pred vsako iteracijo se
na zaslon narǐsejo črni pravokotniki na ustreznih mestih, da pokrijejo vse
objekte, ki se spreminjajo (glej sliko 5.12, rdeči pravokotniki).
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Slika 5.10: Krožni stolpični prikaz z začetnicami.
Slika 5.11: Risanje stolpcev po krožnici.
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Slika 5.12: Potek brisanja zaslona.
Algorithm 7 Začetni prikaz
procedure Zogice(X)
korak = 360/stStolpcev
for i = 0 to stStolpcev do
Izračun koordinat oglǐsč stolpca
Izris stolpca




3D prikaz prikazuje glasbo s 3D objekti. Da lahko take objekte narǐsemo
na zaslon, moramo kot prvo zgraditi prostor in vanj postaviti objekte. To
smo naredili kar na papir, vendar predlagamo, da se za bolj zahtevne ozi-
roma kompleksne prostore uporabi izbran računalnǐski program za modelira-
nje objektov (npr. Blender). Gradnja prostora nam poda pozicijo objektov
oziroma kar koordinate ogljǐsč, za naris na zaslon pa moramo ta 3D prostor
preslikati na 2D ploskev. To naredimo s perspektivno projekcijo [9].
Imamo dva 3D prikaza. Prvi 5.13 je po delovanju povsem enak nava-
dnemu stolpičnemu prikazu, s to razliko da so stolpci 3D objekti in barvni.
Algoritem se sprehodi čez vse stolpce, x in y koordinate za ogljǐsča pridobi
iz indeksa (širina in dolžina stolpca je stalna), vǐsino iz magnitude frekvence
in z uporabo zgornjih enačb preslika 3D ogljǐsča stolpca v 2D sistem.
Drugi 5.14 prikaz pa preslika kolobar stolpcev iz 3D prostora v 2D. Ponovno
so širina in dolžina stolpcev stalna, vǐsina pa se spreminja glede na magni-
tudo. Stolpci so razporejeni po krožnici v prostoru (z uporabo 5.1 in 5.2
enačb), stolpcem počasi spreminjamo začetno pozicijo na krožnici, kar po-
zvroči, da se le ti vrtijo okoli sredǐsča krožnice.
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Slika 5.13: 3D stolpični prikaz.




Uporabnǐski vmesnik je pri programu prisoten le kot zaslon na dotik. Zaradi
hitrega osveževanja ni potrebno uporabiti prekinitev ampak lahko naredimo
kar izpraševanje, če je prǐslo do dotika. Ob dotiku se preveri, na katero stran
zaslona je uporabnik pritisnil (levo ali desno, fotografija 6.1) in glede na
to povečamo ali zmanǰsamo številko, ki predstavlja trenutni način prikaza.
Seveda moramo zagotoviti ustrezen premor, torej moramo počakati, da se
uporabnik zaslona ne dotika več, preden zaznamo ponoven dotik.
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Slika 6.1: Fotografija razdelitve zaslona pri zaznavanju pozicije dotika.
Poglavje 7
Sklepne ugotovitve
Že sam izbor razvojne ploščice nam je omejil razvoj programa. Relativno
majhen pomnilnik (1 MB) je povzročil, da smo morali skrbno paziti, kako
zasnujemo algoritme in katere spremenljivke inicializiramo. Pri povezavi s
telefonom smo imeli dve opciji (3.5 mm priključek in zunanji vhod), vendar
smo ugotovili, da je zunanji analogni vhod precej bolj uporaben in natančen.
Okolje, v katerem smo razvjijali, se je izkazalo za zelo uporabno in priročno,
vendar je večina sredstev na internetu (knjižnice, primeri) zastarelih ali pa
vsaj ne posodobljenih. Za analizo zvoka smo izbrali FFT, katerega smo kot
prvo sami implementirali, vendar se je izkazalo, da je prepočasen, zato smo
uporabili optimizirano knjižnico. Ta sicer že več let ni bila posodobljena in
ima svoje težave (nekompatibilnost z različicami), vendar nam jo je uspelo
usposobiti in uporabiti. Pri vizualizaciji nismo uporabili nobenih zunanjih
knjižnic za risanje (poleg osnovnih gonilnikov za LCD), kar pomeni, da nismo
bili odvisni od zunanjega okolja. To pa tudi pomeni, da smo morali sami
ugotoviti način za učinkovito in hitro risanje (kar je še posebej pomembno
pri 3D objektih). Za interakcijo programa z uporabnikom si nismo povzročali
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