Aspect-Oriented Programming (AOP) has been proposed as a complementary modularization technique to the existing objectoriented techniques. AOP encourages the modular development of complex software by providing support for cleanly separating the basic system functionality from its crosscutting concerns. Since, AOP aims to improve the maintainability and reusability of OO software systems, it is necessary to develop case studies that enable us to evaluate: (i) how it can be used in conjunction with existing OO techniques; and (ii) how it can be used to modularize specific software features better than OO techniques. In this work, we present the refactoring of the JUnit object-oriented framework using the AspectJ programming language. The modularization of specific features of the JUnit framework using AspectJ has brought benefits to the understanding and maintainability of the framework, as well as to implement more flexible extensions.
INTRODUCTION
Aspect-Oriented Software Development (AOSD) [1] is an evolving paradigm to modularize crosscutting concerns that existing paradigms (e.g.: object-oriented) are not able to capture explicitly. Crosscutting concerns are concerns that often crosscut several modules in a software system. AOSD encourages modular descriptions of complex software by providing support for cleanly separating the basic system functionality from its crosscutting concerns. Aspect is the abstraction used to modularize the crosscutting concerns.
Aspect-Oriented Programming (AOP) [2] is a complementary design and programming technique to the existing object-oriented techniques. Since, AOP aims to improve the maintainability and reusability of OO software systems, it is necessary to develop case studies that enable us to assess: (i) how it can be used in conjunction with existing OO techniques; and (ii) how it can be used to modularize specific software features better than OO techniques.
In this work, we present the refactoring of the JUnit objectoriented framework using the AspectJ programming language. Some aspect-oriented implementations [3] of classical design patterns (such as, Observer and Decorator) have been used in the JUnit refactoring. In many cases, the AO solution only complements the original OO implementation by providing support to solve some drawback related to the modularization of the composition code between two features of the framework.
The JUnit refactoring results using AOP demonstrate a better modularization of the framework features. We argue that this improved modularization brings benefits to the understanding and maintainability of the framework, as well as to implement its extensions in a more flexible way.
The JUnit Refactoring
The JUnit Refactoring case study has been carried out through the following steps:
(i) study and understanding of the JUnit object-oriented structure and behavior;
(ii) analysis of the JUnit main components and identification of feature tangling in its source code; (iii) refactoring of JUnit using the AspectJ programming language;
(iv) comparative analysis between the JUnit OO and AO implementations.
Follow we describe each of these steps by describing the activities realized and the results achieved.
JUnit OO Implementation
The JUnit framework implementation is composed of the following components:
(i) testing: this component defines the core framework classes which are responsible to specify the basic behavior to execute test cases and suites. The main hot-spot classes available in this component are TestCase and TestSuite. The framework users extend these classes in order to create specific test cases to their applications.
(ii) runner: this component is responsible to offer an interface to start the execution of test cases and suites. 
JUnit Features Tangling
Although the JUnit framework has been implemented using classical design patterns, such as, Observer and Decorator. The use of these patterns brings difficulties to its understanding, particularly of the interactions between its components. The Observer design pattern is used to notify external components (test runners, for example) about the status of test cases execution. The code of the Observer design pattern tangles with the code of the TestCase and TestResult classes. This design decision can bring difficulties to understand the core behavior of the testing component, as well as, the composition code between the testing and runner components. Moreover, if a software developer intends to observe other internal events of interest in the framework new invasive changes need to be accomplished.
Also, many of the classes in the JUnit extensions component are implemented using object-oriented inheritance mechanisms. It brings difficulties to understand how those extension classes are related to internal testing component classes. Moreover, it also restricts the kinds of extensions you can define to the testing component and requires the frameworks users to understand the new extension classes when instantiating the framework.
Refactoring the JUnit using AspectJ
The activities of the JUnit refactoring were mainly supported by the catalog of AO refactorings presented in [4] . The framework features tangling identified (Section 2.2) were analyzed and different alternatives of AO refactorings were evaluated before to be applied.
The composition between the Testing and Runner components which was specified by the OO implementation of the Observer pattern was replaced by a set of "observer aspects". These aspects are responsible to notify runners of the status of test cases execution.
The Extensions component was also implemented as a set of aspects. These aspects are used to extend specific framework classes (such as, TestCase and TestSuite). They introduce crosscutting behavior related to the execution of test cases and suites. This design decision avoids the use of inheritance mechanisms which brings more complexity to the understanding of the OO JUnit design. With the use of aspects, the frameworks users do not need to understand or define subclasses of those specific extensions. Besides, using generative techniques we can configure those extensions to be applied to specific sets of test cases and suites, thereby increasing the JUnit configurability.
Comparative Analysis
The comparative analysis of the JUnit OO and AO implementations demonstrates two main benefits of the AO version, as follows: (I) better separation of the framework components composition code. The composition between the testing and runner components which was defined by the OO implementation of the Observer pattern was replaced by a set of observer aspects which notify runners of the status of test cases execution. Also, the composition between the testing and extensions components are completely modularized using aspects. It really brings advantages to the understanding of the behavior of the JUnit additional extensions. Finally, the modularization of the framework components composition code also brought the benefit to plug and unplug whenever necessary specific compositions. Since the integration code is codified in aspects, developers can add or remove easily the framework components during the implementation or evolution of the JUnit framework based on their specific design decisions.
(II) more flexibility to specify the composition between the framework components. Since the composition code in the AO implementation was modularized using aspects, it makes possible to define: (i) new pointcuts in the testing component which can be used to notify specific runner components during test executions; and (ii) new aspects that extend the testing component without the frameworks users need to understand or define subclasses of that specific extensions.
CONCLUSIONS
Aspect-Oriented Programming (AOP) is a complementary design and programming technique to the existing object-oriented techniques. AOP is used to better modularize the called crosscutting concerns. In this work, we presented the refactoring of the JUnit object-oriented framework using the AspectJ programming language. Our study emphasized how AOP can be used in conjunction with existing OO techniques to better modularize the composition code of the JUnit framework components. The study also demonstrates a better modularization of the framework features and an improved flexibility to specify new framework extensions. As future work, we plan to evaluate the possibility to apply new refactorings in the JUnit and to conduct a quantitative study that compares its OO and AO implementations, similar to studies already realized [5] .
