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Abstract
We present a sketch-based modeling system suitable for detail editing,
based on a multilevel representation for surfaces. The main advantage of
this representation allowing for the control of local (details) and global
changes of the model. We used an adaptive mesh (4-8 mesh) and devel-
oped a label theory to construct a manifold structure, which is responsible
for controlling local editing of the model. The overall shape and global
modifications are defined by a variational implicit surface (Hermite RBF).
Our system assembles the manifold structures to allow the user to add de-
tails without changing the overall shape, as well as edit the overall shape
while repositioning details coherently.
1 Introduction
Sketch-based modeling (SBM) is a solid research area with many interesting
problems on different domains such as computer vision, human-computer inter-
action and artificial intelligence [1]. However, these applications often do not
differentiate the overall shape and local details, encumbering the control of the
impact of fine-grained changes to the global shape, and vice versa. We thus
present an SBM system which is based on a representation conceived with one
main objective in mind: good control of global and local transformations using
Figure 1: Modeling a rubber duck: Left to right: implicit model, adaptive mesh,
and final model augmented.
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sketch-based tools. In Fig. 1, for instance, the rubber duck is augmented with
local deformations, with nonetheless no changes to the overall shape.
Our pipeline starts with a coarse shape represented by an implicit surface.
Specifically, we use Hermite Radial Basis Function (HRBF) due to its support
for a great variety of SBM operators, as well as its good projection proper-
ties [2]. After this, we construct a manifold structure for the implicit surface,
which allows us to handle different parameters of the models (such as local
augmentation, level of detail, color, and others). We use an adaptive mesh to
obtain good frequency control and maintain coherence between global and local
transformations.
2 Pipeline
Our pipeline divided in four fundamental parts. We start with the coarse form
defined by an implicit surface [2]; after that we build a base mesh (Section 3)
that has the same topology and approximately the same geometry of the implicit
surface. The base mesh induces an atlas (Section 4) and provides a 4-8 base
mesh (Section 5). The atlas is built using a partition of the set of faces of the
mesh, and we use it to edit the model locally. The 4-8 mesh has two roles in the
pipeline: to build a map between surface and atlas, and to visualize the final
surface. After we have all parts, the 4-8 mesh is used to edit details that are
saved in the atlas, and the atlas maps details onto the 4-8 mesh. In Fig. 2 we
depict our pipeline.
Implicit Surface Base Mesh
(a) (b)
4-8 Mesh
(e)
Atlas
(c)
HRBF Edition
(d)
Figure 2: The pipeline of our Sketch-based surface system. The arrows depict
the information flow.
The first step in the pipeline is obtaining a coarse shape of the final model
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(Fig. 2(a)). Implicit models provide a compact, flexible, mathematically precise
representation which are well suited to describe coarse shapes. We use the same
implementation described in [2], in which the authors introduce a new represen-
tation for implicit surfaces and show how it can be used to support a collection
of free-form modeling operations. The implicit representation, variational Her-
mite Radial Basis Function (HRBF) used by Vital Brazil et al. [2], fits well with
our pipeline due to its good projection properties, as well as for its simplicity
and compactness.
After we obtain our implicit surface S, we create the manifold structure to
represent our final model S. To handle parameters, we use an atlas A of S, i.e.,
A = {Ωi, φi}ki=0 such that Ωi ⊂ R2, and φi : Ωi → S are homeomorphisms [3].
However, we have an implicit surface without information about atlas. There are
many approaches to parametrize implicit surfaces, e.g. [4, 5, 6], but in order to
find the correct topology of the model these approaches depend on user-specified
parameters [4, 5], or require differential properties of the surface [6]. Apart from
the topology issue, such methods neither guarantee the mesh quality nor have
a direct way to build an atlas structure. As a result, we opted to develop a
method that is based on our problem and desired surface characteristics.
First of all, we observe that there are two different scales of detail to be
represented: the implicit surface (which is coarse) and the details (which are
finer). The naive approach would be to use the finest scale of detail to define
the mesh resolution. However, there are two issues associated with it: firstly,
we do not know this finest scale a priori; and secondly, if the details appear in
a small area of the model, memory and processing time will be wasted with a
heavily refined mesh. To avoid the issues describe in the former paragraph, we
adopted a dynamic adaptive mesh, the semi-regular 4-8 mesh [7]: it allows for
the control of where the mesh is to be fine and coarse, by using a simple error
function.
Returning to the problem of parametrization of our implicit surface, now we
wish for more than just a mesh: we need an adaptive mesh. The framework
presented by [8] starts with a semi-regular 4-8 mesh and refines it to approximate
surfaces using simple projection and error functions – from now on we say 4-8
mesh in place of semi-regular 4-8 mesh. To obtain a good approximation of
the final surface, the 4-8-base-mesh should have the same topology and should
approximate the geometry of the final surface. Thereupon our parametrization
problem was reduced to the problems of how to find a good 4-8 base mesh
(Section 3) and how to construct a good error function (Section 5).
The parametrization of the implicit surface is built in three parts: base mesh
(Fig. 2(b)), atlas (Fig. 2(c)), and semi-regular 4-8 mesh (Fig. 2(e)). In Section 3
we present a base mesh with two roles in our system, inducing an atlas for the
surface and creating a 4-8 mesh. We describe a method in Section 4 to create
an atlas for adaptive meshes based on stellar operators. In Section 5 we discuss
how build an error function for the 4-8 mesh that is sensitive to levels of detail.
3 Base Mesh
The base mesh is the first step to parametrize our surface. This is a very
important piece of our pipeline, because three important aspects of the final
model depend on the base mesh: the topology of the final model, the atlas, and
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the 4-8 mesh quality. Finding a good base mesh based only on information from
the implicit model is a very hard problem in geometric modeling, but within an
approach of a sketch-based modeling proposal, it is natural to make use of user
input to obtain more information about the model and create the base-mesh.
The user works with a simple unit of tessellation element (tesel) which can
have the topology of a cube or a torus. This tesel is projected onto the drawing
plane, which the user can edit to get a better approximation of the model
(geometric and topological) by moving tesel vertices in the plane, dividing a
tesel or changing its topology. Afterwards, the system creates a tessellation in
the space by moving each tesel vertex along the draw plane’s normal direction.
In Fig. 3 we show the typical steps to create the base mesh: the user starts
with a bounding box of the sketched lines, then divides tesels, moves vertices
and changes tesel topology to build a better approximation of the intended
shape. Our system defines vertex heights seeking along the draw plane’s normal
direction, for a root of the implicit surface. Each face defines a chart and then
it is triangulated to be the 4-8 base mesh.
Figure 3: Creating a base-mesh for an implicit surface created using the con-
struct lines described in Vital Brazil et al. [2]. Left to right, the first approxi-
mate, after the user correct the topology and better approximate the geometry,
and the final result in R3.
4 Atlas
The second step to obtain the manifold structure for our model is to construct
an atlas, i.e., a collection of charts ci that are open sets Ωi ⊂ R2, and functions
φi : Ωi → S that are homeomorphisms [3]. Specifically for this application,
each chart of A is associated with a height-map, which is used to define a
displacement along the normal direction. In Section 5 we use that height-map
to define an error function that locates where the 4-8 mesh need be further
refined. We create two types of height-map layers: pre-loaded gray images and
height-maps directly sketched on the surface.
In Fig. 4 we depict the steps to create an atlas for a 4-8 mesh M . After the
base mesh is obtained and each of its faces is triangulated, one refinement step is
performed and then each base mesh face is associated with a chart (Fig. 4(a)).
When the mesh is refined to better approximate the geometry, the atlas is
updated and the user can draw a curve over the M which is transported to
the charts and then this curve creates/edits the height-maps (Fig. 4(b)). If the
mesh resolution is not enough to represent the details, M is refined; usually that
happens when the user creates/edits the height-maps (Fig. 4(c)).
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Following we present the main aspects of a vertex-map that we developed to
allow us to create the atlas structure.
(a) (c)(b)
Figure 4: Atlas steps: (a) The atlas is defined after one refinement step of M .
(b) M is refined and the user defines an augmentation sketching over the surface,
and the sketches are transported to A to built a height-map. (c) M is refined
to represent details of the final surface with height-map.
4.1 Vertex-Map
In this section and in the next we construct the theoretical framework to build an
atlas using a label function over the vertices of a mesh. We work with a general
description of adaptive surfaces, based on stellar subdivision grammars [9]. Our
choice for parametric representation, the 4-8 mesh developed by Velho [7], is
an example of application of this grammar. The atlas defined using vertices of
the mesh has the following advantages: it is compact and simple; it naturally
classifies edges as inner and boundary; and it is suitable for work with dynamic
adaptive meshes.
As discussed before, we need an adaptive mesh to represent the high-frequency
details. However, when we do one refinement step in a mesh, new elements (ver-
tices, edges, faces) are created, hence we need to update the atlas. We propose a
solution to construct and update an atlas using the natural structure of adaptive
surfaces, using a simple label scheme for 4− 8 mesh. Each vertex is labeled as
inner vertex of a specific chart or as a boundary; that means if we have N charts
there are N + 1 possible labels. The 4− 8 mesh uses stellar operators (Fig. 5),
subsequently, we developed rules to update the atlas when these operators are
used.
First of all we formalize the concept of the regular labeled mesh. After that
we use these definitions to build an atlas with guarantees for adaptive surfaces
that uses Stellar subdivision operators.
Definition 1. A mesh M = (V,E, F ) is k-labeled if each vertex v ∈ V has a
label L(v) ∈ {0, 1, 2 . . . , k}, i.e., if there is L : V → {0, 1, 2 . . . , k}. L is called
k-label function. If L(v) = i 6= 0, then v is an inner-vertex of the chart ci; if
i = 0, v is a boundary-vertex.
Definition 2. A face f ∈ M , is regular k-labeled or rk-face if there is v ∈ f
with L(v) 6= 0 and ∀ v1, v2 ∈ f such that L(v1) 6= 0 6= L(v2) ⇒ L(v1) = L(v2).
A mesh is regular k-labeled (or rk-mesh) when all their faces are rk-faces.
The function L : V → {0, 1, 2 . . . , k} that produces a rk-mesh is called a regular
k-label or rk-label.
Observe that an edge in a regular k-labeled mesh has vertices with the same
label or one of them has label 0. If the edge has at least one vertex v such that
L(v) = i 6= 0; we call it an inner-edge of the chart ci or L(e) = i; if it has the
two vertices labeled as zero it is a boundary-edge or L(e) = 0.
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Proposition 3. A regular k-label function induces a partition on the set of
faces.
Proof. Let M = (V,E, F ) be a rk-mesh. Define the set Fi = {f ∈ F | ∃ v ∈
f such that L(v) = i}, i ∈ {1, 2, . . . , k}. By definition 2 every f ∈ F has at
least one v with L(v) 6= 0 then:
k⋃
i=1
Fi = F,
and if there is more than one v ∈ f such that L(v) 6= 0 then all such vertices will
have the same value of L, i.e., the face belongs to only one Fi, so we conclude:
Fi ∩ Fj = ∅ if i 6= j.
This proposition allows us to define a collection of charts over a rk-meshes.
We say that a face f is in the chart ci (L(f) = i) if there is at least one v ∈ f
such that L(v) = i. However for our application it is not enough to have a static
map because our mesh is adaptive. Hence we need rules to assign a L value to
the new vertices created by the refinement step of the mesh.
We develop our techniques based on the two works by Velho [9, 7] on stellar
operators and dynamic adaptive meshes. We are working with 4-8 mesh which
is a multi-resolution triangle-mesh for manifold surfaces. The 4-8 mesh uses to
refine and simplify the mesh the stellar operators that come from the theory of
the stellar subdivision [10]. Hence we study how to update the atlas after we ap-
ply one of these operators: edge split, face split, and their inverse edge weld and
face weld (Fig. 5). We use the concepts of sequence of meshes (M0,M1, . . . ,Mk)
and level of a mesh element exactly as presented by Velho [9].
Figure 5: Stellar subdivision operators and inverses.
When we apply one of these two stellar subdivision operators (split), it adds
only one vertex. As a result, to update the atlas we only need rules to label the
new vertex vn created for these two operators over a rk-mesh.
• Face Split – when the face f is split we define:
L(vn) = L(f) (1)
• Edge Split – when the edge e is split we define:
L(vn) = L(e) (2)
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Proposition 4. A stellar subdivision step using the previous rules on a rk-
mesh M produces M ′ that is a rk-mesh too.
Proof. Case we split a face f we create 3 news faces (f1, f2, f3), since M is a rk-
mesh the equation (1) is well defined. Moreover vn ∈ f1∩f2∩f3 then they have
at least vn with L(vn) = i 6= 0. Since f is a rk-face all v ∈ f , L(v) is 0 or i, and
for j = {1, 2, 3}, v ∈ fj ⇔ v = vn or v ∈ f , we conclude if v ∈ fj ⇒ L(v) = 0 or
L(v) = i, i.e, fj is a rk-face.
The edge split create four new faces fj , j = 1, 2, 3, 4. Note that the operator
edge split subdivides two faces; lets name these faces west-face (fw) and east-
face (fe); and their opposite vertex as ve and vw respectively. i.e., v∗ ∈ f∗ and
v∗ 6∈ e.
If e is an inner-edge then for at least one of its vertices L(v) = i 6= 0. Since
e is in fw and fe we have L(fw) = L(fe) = i it implies that if v ∈ fw ∪ fe then
L(v) = i or L(v) = 0. As a result when we split a inner-edge we have L(vn) = i
and vn ∈
⋂
j fj and v ∈ fj ⇒ v ∈ fw ∪ fe or v = vn, then fj is a rk-face.
The fact of e being a boundary-edge and fw and fe be rk-faces imply L(ve) 6=
0 and L(vw) 6= 0. Since vw ∈ fj or ve ∈ fj we have at most one v ∈ fj such
that L(v) 6= 0 and L(vn) = 0, then we conclude that fj is rk-face.
The simplification step of an adaptive mesh is very important for our ap-
plication, because when the user changes the sketches the mesh is dynamically
updated that implies that the two steps (refinement and simplification) are
done. If we start with a rk-mesh (level 0) and perform n refinement steps for
any m ≤ n steps of simplification we yet have a rk-mesh. This fact is easy to
see because when we do a refinement step we do not change the value of the
vertices of the current level j, thus when we do the inverse operator to simplify
only vertices of level j + 1 are deleted so then the L function over faces is well
defined in level j.
To create a rk-mesh using our base-mesh, i.e., to create the M0, we label
all vertices of the base-mesh as boundary (L(v) = 0) and split each face, the
new vertex added is labeled with a new value not 0. After that each face of the
base-mesh generates a new chart into the atlas, i.e., if the base mesh had k faces
the atlas has k charts. In Fig. 6 we illustrate the process of creating a mesh M0
that is a r2-mesh and three refinement steps.
Figure 6: Creating a r2-mesh and refinements. Left to right: the base-mesh,
M0 which is r2-mesh, and after 3 refinement steps: M3. Black elements are
boundary (L(·) = 0), blue elements are into chart c1 (L(·) = 1), and red elements
are into chart c2 (L(·) = 2).
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4.2 Creating a Manifold Structure
Now we have a partition over the surface and we know how to refine and simplify
the mesh respecting this partition. However we do not have yet all elements of
an atlas for the surface S, is missing to define open set Ωi ! ci and homeomor-
phisms φi.
First of all let us to build ci. We define the functions φi : Ωi
∣∣
ci
→ S based
on the structure of adaptive levels of the 4-8 mesh M . And, ci = [0, 1]× [0, 1],
then we set the four vertices of the base-mesh face fi = {v1, v2, v3, v4} to be the
boundary of ci, i.e., the local coordinates in Ωi of these vertices are: v
i
1 = (0, 0),
vi2 = (1, 0), v
i
3 = (1, 1), v
i
4 = (0, 1). We overload the notation for chart, a
chart of the atlas, ci ∈ A, has two meanings, the first one is a set of faces,
edges and vertices, used in previous section. The second one is the parametric
space [0, 1]2 ⊂ Ωi, more precisely when we say a point of M belongs to a chart
ci it means if we can write this points in Ωi coordinates, then its coordinates
are in [0, 1]2. At this point all vertices v of M have at least two geometrical
information, its coordinates in R3 and, its coordinates in at least one Ωi. The
notation vi is used to be clear when we are using v in coordinates of Ωi, how to
recover this information we will discuss later.
Since M is an adaptive mesh and now it has two geometrical aspects, its
coordinates in R3 and in A, we need rules to update this information. When
we split an edge e = {v1, v2} we get its middle point vm and project it on S
and if e ∈ ci then vim = (vi1 + vi2)/2. Despite the rules to be simple they achieve
goods results, in Section 5 we discuss more about that rules. Now we suppose
that the approximation of the adaptive mesh is less than ε > 0, i.e., for all
points p on M imply |p − ΠS(p)| ≤ ε where ΠS(p) is the projection of p on
the surface S. We are assuming that ΠS is well defined for Vε =
⋃
p∈S B(p, ε),
where B is the open ball with center p and radius ε. That is true when Vε ⊆ V,
the tubular neighborhood of S [11]. Particularly, the vertices of the base mesh
start close to S then their projections are well defined, therefore we replace
their start position v by ΠS(v). We will also use the ΠM (p), the projection of
p ∈ S on M , and again we are supposing that the mesh approximates well the
surface. We say the chart ci is well defined after one refinement step (Fig. 6),
thereupon if a point pi ∈ ci then there is a face f i = {vi1, vi2, vi3} such that pi
is a convex combination of its vertices. More precisely pi =
∑3
k=1 αkv
i
k with
αk > 0,
∑3
k=1 αk = 1. So then we define:
φi(p
i) = ΠS
(
3∑
k=1
αkφi(v
i
k)
)
.
Specifically when we split an edge e, which belongs to ci, e
i = {vi1, vi2} we have:
φi(v
i
n) = ΠS
(
φi(v
i
1) + φi(v
i
2)
2
)
. (3)
Proposition 5. For all i, j and v ∈ V such that v ∈ ci and v ∈ cj holds
φi(v
i) = φj(v
j).
Proof. We proof that proposition by induction for all levels of refinement of M .
When we start the charts ci and cj all edges that are in their boundary come
directly of the base mesh, if v ∈ ci and v ∈ cj then φi(vi) = ΠS(v) = φj(vj),
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by construction. Now suppose the Proposition 5 is true for all v with level less
or equal the current level. Observe that by (1) and (2) a boundary-vertex v is
created only when a boundary-edge is split, consequently by (3) and induction
hypothesis holds:
φi(v
i) =ΠS
(
φi(v
i
1) + φi(v
i
2)
2
)
=ΠS
(
φj(v
j
1) + φj(v
j
2)
2
)
= φj(v
j).
To define the inverse of φi we use the projection ΠM , the idea is to project the
point on the mesh, identify which face it is projected and use the barycentric co-
ordinates to define it coordinates in Ωi. More precisely, let ΠM (p) =
∑3
k=1 αkvk,
with αk > 0,
∑3
k=1 αk = 1 and f = {v1, v2, v3} where L(f) = i, then we have:
φ−1i (p) =
3∑
k=1
αkv
i
j . (4)
Since we are supposing that M is close to S we have φ and φ−1 well defined,
i.e., φi ◦ φ−1i (p) = p and φ−1i ◦ φi(pi) = pi for all p ∈ S ∩ φi(ci) and pi ∈ ci.
To build and to glue the height-maps consistently we need to know how to
write inner-points of ci in Ωj coordinates when ci and cj are neighbors, i.e., we
need be able to write a point pi ∈ ci in Ωj coordinates when ci and cj have
common vertices. Since we started our chart with quadrangle domains we use
the approach develop by Stam [12] to convert pi to pj . The author recovers the
relative affine coordinates of Ωi to Ωj , he achieves that by matching commons
edges of ci and cj .
4.3 Sketching over the Surface
To allow the user add an augmentation we freeze the camera and she or he
draws polygonal curves over the surface. These strokes are transported to atlas
A where they are used to define height-maps, we name these projected curves
as height-curves. To transport the curves to A we use the Equation (4) in their
points, i.e. we project the curve points directly on M , identifying which face
they was project, and use their barycentric coordinates to transport them to
the correspondent ci. If the line segment pq starts in the chart ci and ends in
the chart cj then to guarantee continuity we write p
iqi and find the point of this
segment that is in the boundary of ci and add this point to the height-curve.
We do the same thing to the segment pjqj . In Fig. 7 we show the result of this
process in two charts.
To define the height map we use the distance of a point in ci to the height-
curve. We create this field using the approach presented by Frisken [13]. In this
work she uses a vector distance field which represent the distance at any point
as a vector value. For simplicity we define a height h for all points of one same
height-curve λ, and we tested as height function fλ(p
i) = h exp(−25d4/4r4)
where d is the distance of pi to λ and r is the radius of influence of λ.
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Figure 7: Sketch over surface and transported curve to A. The two solid arrows
show points on M that are transported to A, the dashed arrow shows points
that are created in the chart boundaries to guarantee hight-curve continuity.
After all, we have a height-map hiu for each chart ci that was sketched by
the user. We can compose this height-map with another, such as a gray depth
image hid, for example to obtain a final height at p ∈ M adding the heights,
hp = h
i
d(p
i) + hiu(p
i). Then we have D(p) = hpNp where Np is it normal at
p. Thus we complete the formulation of the final surface: S˜ = S + D(S) or
specifically for all p ∈M we have p˜ = p+ hpNp.
5 4-8 Mesh
The 4-8 mesh M has two main roles in our system, the first one was described
in the last section, we use the mesh to transport points to the atlas. Besides
that we use M to visualize the approximate final surface. We use the library
developed by Velho [7]. We start the 4-8 mesh with the base mesh triangulated
and then we apply one refinement step to define the atlas. In addition we need
provide a function that samples a edge returning a new vertex, and two error
functions. One to classify the edges for the refinement step and one to classify
the vertices for simplification step.
To define a new vertex we adopt the naive approach that takes the middle
point of an edge and project it on surface, i.e., to split a edge e = {v1, v2}, we
create a new vertex vn = ΠS ((v1 + v2)/2) and as described in the last section if
vn ∈ ci it saves its local coordinates too. In spite of this approach being simple
it achieves good results for our application.
To complete the adaptive process of 4-8 mesh we need to choose which edges
will be split, in order to refine the mesh and which vertices will be removed to
simplify the mesh. In our implementation, this classification is done providing
two error functions and one parameter. To define our error function we need to
describe how we measure the distance between a point and the surface. First,
observe that ΠS is the projection on S 6= S˜, thereupon the ΠS is not enough to
define the distance. To project a point p on S˜, first we project p on S then we
apply D, more precisely,
ΠS˜(p) = ΠS(p)⊕D(ΠS(p)), (5)
10
thus the distance between p to S˜ is the usual
dS˜(p) = |p−ΠS˜(p)|. (6)
Now we can determine the error functions using the stochastic approach
presented by [8]. Let us define the error on faces, we randomly take n points
on the face and calculate the distance of the point to the surface then we sum
all distance and divide by n. Therefore the error function for edge is the error
average of its faces, and the vertex error function is the error average of its star
neighborhood. To control the mesh adaptation we define an error threshold
ε > 0, if the edge error is above that threshold the edge is refined. Observe
that, the ε controls the size of our final mesh. If the ε is small we have a
good approximation of the surface though the mesh will have too many vertices
which will be computationally expensive to execute simple operations such as
project a line (Fig. 8(c)). On the other hand, if the ε is big the mesh will be
computationally cheap however the mesh will not represent the final surface
details (Fig. 8(b)).
(a) Detail sketch, ε = 10−3. (b) Simple error function, ε = 10−3.
(c) Simple error function, ε = 10−4. (d) Local error function, ε = 10−3.
Figure 8: Local error control.
It is natural to have an approximation for S geometry coarser than for S˜
geometry because we are assuming that S is only the coarse information in
contrast to S˜ that has also details (Fig. 8(a) and (c)). However, since generally
details are restricted to small surface areas if we use S˜ to choose ε we will have
a expensive mesh that do not bring real benefits. Since our application works
with two different levels of details so then is natural use that structure to define
the error functions that depend on the detail level of a surface point. In our
representation the details are encoded in D however not all parameters of S will
influence the final mesh, thus we introduce the notation Dg for these parameters
that affect the refinement. As a result we define our level of detail at a point p
as
E(p) = η(Dg(p)), (7)
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Figure 9: Overview of system work-flows: green arrows are the startup and
topological change step sequence, blue arrow are stepped when the implicit
surface is edited, and the red arrow is done when the mesh resolution changes.
where η : Rd → R+. We implement that using the height maps since they
are our details over the surface, specifically the Equation (7) is rewritten as
E(p) = max{2|∇hp|, 1}, where ∇ is the gradient.
Now we have all elements to define an error function that is not blind to
level of detail at a point over the surface. We define the local error function
using Equation (6) and (7) so then we have ∆(p) = dS˜(p)E(p). Now we apply
this new definition in the face error calculation and as result we reformulate
the edge error and the vertex error functions. In Fig. 8 we can observe the
difference between to use the simple error function and to use the local error
function. The mesh in Fig. 8(b) has 460 vertices however we lost the details of
the final surface, if we decrease the ε (Fig. 8(c)) we reveal the details though the
mesh grows ten times with 4.8k vertices, when we use the local error function
(Fig. 8(d)) we reveal the detail and the mesh size does not grow too much, 1.3k
vertices.
6 Work-flow and Results
In this section we present all pieces of our pipeline working together. Our work-
flows are based on the framework presented by [8] to adapt dynamic meshes.
There are three different work-flows in the pipeline: (1) the user starts the
modeling system with a blank page, or by making changes to the actual model
topology, (2) the geometry of the implicit surface changes, and (3) the mesh
resolution is recalculated (which usually happens when the height-maps are
changed). The overview of the work-flow is depicted in Fig. 9.
The user starts the model with construct lines, creating samples that define
an implicit surface (Fig. 10(a)) using the system described in [2]. After that, the
user creates a planar version of the base mesh that approximates the geometry
and has the same topology of the final model (Fig. 10(b)). Thus, the base mesh
is transported to space (Fig. 10(c)). Now the base mesh is used to create an atlas
structure (Fig. 10(d)) for a 4-8 mesh. This mesh is adapted and refined creating
the first approximation of the final model (Fig. 10(e)). The steps described up
to now are the common steps for all modeling sessions. They are represented by
the green arrows in Fig. 9. In addition, these steps are illustrated in Fig.s 11(a)
and (b), 12(a), and 13(a). Note that when we change the topology we also need
to change the base mesh, restarting the process, e.g., in Fig. 11(a) and (b). If
there is a predefined height-map, the model reaches the end of this stage with
one or more layers of detail. For example, in Fig. 13(a) we start the model with
a height-map encoded as a gray image.
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Figure 10: Steps to model a head.
After the first approximation for the final surface, the user can edit the im-
plicit surface and create/edit a height-map. When details are added on the
surface, in almost all cases it is implied that the resolution of the mesh is not
fine enough to represent the new augmentation. In this case we must adapt
and refine the mesh. In Fig.s 10(f), 11(c), 12(b), and 13(b): the user sketches
a height-map over the surface and the mesh is refined to represent the geom-
etry of the augmentation correctly. The user can change the implicit surface
at any stage, and if the topology is still the same, then the system allows ver-
tices to be moved without adaptation and refinement (in order to obtain a fast
approximation). Since detail are codified separately, they are moved consis-
tently when implicit surfaces are edited. We illustrate that in Fig.s 10(g) 13(c),
and 12(c), (e) and (f). Specifically in Fig. 12(e) and (f) we can compare good
final results preserving the details despite the significant changes of the im-
plicit surface. Sometimes, when only the implicit surface is changed, moving
the vertices alone is not enough to reach the desired quality. in these cases, the
user can adapt and refine the mesh decreasing the error threshold, as shown in
Fig. 12(d). Here, the user initializes ε = 10−3, and after some modeling steps a
new threshold of 10−4 is chosen.
The modeling of each of the four models presented in this section took ap-
proximately 10 minutes, from the blank page stage up to the final mesh gen-
eration. All the results were generated on an 2.66 GHz Intel Xeon W3520, 12
gigabyte of RAM and OpenGL/nVIDIA GForce GTX 470 graphics. The most
expensive step was creating the implicit surface, followed by the creation of
the base mesh; on the other hand, processing of the augmentation and minor
adjustments in the implicit surface had a minor impact on performance. The
bottle neck is the mesh update; if the mesh has too many vertices (around 10k),
one refinement step after an augmentation takes about 10 seconds. The final
models of space car, terrain, head, and party balloon have 10k, 11k, 11k and
13k vertices respectively.
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Figure 11: Steps to model a space car.
(a)
(b)
(c)
(d)
(f)
(e)
Figure 12: Steps to model a terrain.
7 Conclusion and Future Work
We developed a Sketch-based Surface Modeling system using a pipeline based on
splitting the object between base and detail representations using the semantics
of function composition and binary operations, ultimately allowing for control
of model editing in two scales: global and local. The proposed pipeline has
four main elements: implicit surface, base mesh, atlas and 4-8 mesh. Since we
desired to investigate whether that representation is powerful enough to build
the SBM system, for each pipeline element we either provide an off-the-shelf
solution or we create simple approaches for each problem, allowing us to model
different shapes controlling the local and global changes. The advantages of
these simple approaches are: making sure that the representation is doable and
14
Figure 13: Steps to model a party balloon.
powerful for SBIM problems, and finding avenues for further research.
One important example of a problem that demands further research is the
base mesh. We implement a semi-automatic approach in which the user places
the vertices to approximate the geometry and topology, followed by the base
mesh creation in the space. This approach achieves good results, however,
we only can work in a single plane. Since the base mesh the responsible for
the topology of the final model, we are restricted to models which topology
can be handled in one plane. Thereupon, we plan to explore two approaches
for the base mesh problem. Firstly, we intend to transport the actual semi-
automatic solution to 3D, letting the user handle boxes directly in space. The
main challenge of this approach is developing an interface in which the user can
work efficiently and effectively in creating the base mesh. The other approach is
using a mesh simplification, as for instance in the method presented by Daniels
et al. [14]. Although this approach is automatic, it starts with a dense mesh; we
should then exchange the problem of how to find a base mesh for the problem
of creating a mesh with the correct topology.
Concerning the Atlas, we aim to develop mathematical and computational
tools to handle the scale of the atlas as well as an interface to control predefined
height-maps, and also algorithms that split the atlas if it has a high level of
deformation in comparison to the surface.
Finally, we want to apply this SBM pipeline for specific domains, since we
believe that the potential of our representation and pipeline will be better ex-
ploited this way (e.g., figure modeling or geological modeling).
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