Abstract. Motivated by the method for the reconstruction of 3D objects from a set of parallel cross sections, based on the binary operation between 2D sets termed "metric average", we developed an algorithm for the computation of the metric average between two intersecting convex polygons in 2D. For two 1D sets there is an algorithm for the computation of the metric average, with linear time in the number of intervals in the two 1D sets. The proposed algorithm has linear computation time in the number of vertices of the two polygons. As an application of this algorithm, a new technique for morphing between two convex polygons is developed. The new algorithm performs morphing in a non-intuitive way.
change "smoothly" a source shape or object into the target shape or object. An intuitive way to do this is to find a correspondence between elements in the two shapes, and to map these elements into each other. For example in [1] methods based on correspondence between meshes are reviewed. We suggest a new non-intuitive approach to the morphing of 2D shapes, which does not require a search for corresponding parts. We produce the intermediate objects as the metric average computed with suitable weights between the source shape and the target shape, mapped by a rigid motion to intersect significantly the source. The performance of the new technique is demonstrated by an example. Note that the intermediate shapes are non-convex, although the source and the target shapes are convex polygons.
Here is the outline of the work: Section 2 gives the background, it introduces the metric average and studies the internal structure of the computed set. Section 3 presents the algorithm. First it describes how to split the original problem into several simple ones, and presents several sub-algorithms, each one solving a simple sub-problem. Then all the sub-algorithms are integrated into the final algorithm. Complexity analysis of the algorithm is performed in Section 4. An example demonstrates the performance of the algorithm in Section 5. Our morphing technique based on the algorithm from Section 3 is studied in Section 6. Some important properties of this technique are observed and proved, and an example demonstrating its performance is given in Section 7.
Preliminaries.
The metric average is a binary operation defined on two sets, which depends on a parameter t∈ [0, 1] . To define this binary operation we first introduce some notations.
For two sets A and B in R n we define A\B = { a: a∈A, a∉B }.
∏A( b )
⊂ A is the set of all closest points to some b∈R n from the set A, termed the projection of b on the set A. An addition of two sets is the Minkowski sum of these sets A + B = { a + b: a∈A, b∈B }. A multiplication of a set by a scalar is the set tA = { ta: a∈A }. | ab | is the Euclidean distance between the points a, b.
[a,b] is the segment with boundary points a, b.
The metric average of two compact sets A, B∈R n and a weight t∈[0,1] is defined as the set:
A ⊕ t B = { t{ a } + ( 1-t ) ∏B( a ): a∈A } U { t∏A( b ) + ( 1-t ){ b }: b∈B }. It is easy to verify that A⊕ t A = A, A ⊕ 0 B = B, A ⊕ 1 B = A. An example of the metric average of two non-convex sets in 1D is given in Fig.1 . An example of the metric average of two intersecting convex polygons is given in Fig. 6 . Introducing the non-symmetric operation between two sets, M t ( A, B ) = { t{ a } + ( 1-t ) ∏B( a ): a∈A }, and taking into consideration the fact that for all p∈A∩B, p∈A⊕ t B ( since for p∈A∩B, p = ∏A( p ) = ∏B( p ) ),the metric average is a union of three sets:
In the following we limit the discussion to the case where the two sets are two intersecting convex polygons A, B∈R 2 . We compute the set A ⊕ t B by computing its boundary.
Fig. 2. Two intersecting convex polygons and their pockets.
≡ -A-pockets, -B-pockets, intersection polygon in gray As we can see in Fig. 2 , there is an intersection polygon A∩B (the gray area) which is convex and there are "pockets" (the white area). We define a pocket as a connected component of the symmetric difference between the two polygons. A disjoint union of all the pockets is the symmetric difference between the two polygons A and B. A pocket is a simple polygon, not necessarily a convex polygon. A simple polygon is a simply connected polygon without holes and self-intersections of the boundary. The boundary of a pocket consists of two polylines. One of these polylines is a part of A's boundary, and is denoted by p A , the second is a part of B's boundary and is denoted by p B . Each pocket has a common polyline with the boundary of the intersection polygon A∩B. We call a pocket an "A-pocket" if it is a subset of A. Similarly, we call a pocket a "Bpocket" if it is a subset of B.
The computation of boundary(A ⊕ t B) is done in terms of an operation termed the exterior boundary average of a pocket. Here we introduce this operation. For a pocket P, Extb t ( P ) is a polyline defined as
Observe that for A, B convex polygons in R 2 A\B is a disjoint union of simple polygons which are A-pockets P 1 … P N and B\A is a disjoint union of simple polygons which are B-pockets Q 1 … Q M .
With this notation the boundary of the metric average A ⊕ t B, t∈[0,1] is given by
The algorithm we present in the next section is based on the above representation of boundary( A ⊕ t B ).
The algorithm.
We have seen in the previous section that it is possible to reduce the original problem of calculating the boundary of A⊕ t B to a smaller one -namely of calculating the exterior boundary average of pockets. We limit the following discussion to the case of an A-pocket since the processing of a B-pocket is similar. The boundary of an A-pocket P consists of two polylines pA and pB. pB denotes the common boundary of P and A∩B, and is termed the interior boundary. p A is termed the exterior boundary. PA is the polyline through {xb, Ai, Ai+1, Ai+2, Ai+3, xe}. PB is the polyline through {xb, Bj, Bj+1, Bj+2, xe}.
Denote by pA 1 , …, pA n the ordered vertices of pA, pB 1 , …, pB m the ordered vertices of pB, x b and x e the intersection points between pA and pB and γ 1 and γ 2 the intersection angles between pA and pB at x b and x e respectively ( See Fig. 3 ). We define a pocket to be "acute" if both angles γ 1 and γ 2 are less than π/2, otherwise the pocket is called "nonacute". The closest points to a point p∈p A from the boundary of B in an acute pocket are in p B (see Proposition 3.2), which is not necessarily the case for a non-acute pocket. This observation is in the basis of the proof of the linear complexity of the algorithm (see Section 4).
The algorithm for calculating Extb t ( P ) processes the points on the exterior boundary of the A-pocket P looking for the nearest points on the boundary of the polygon B. The geometric property stated in Proposition 3.1 allows us to calculate projections only for the breakpoints of the exterior boundary. The following algorithm is the core algorithm for the computation of Extb t ( P ). Calculating M t ( s, p ) for a segment s (with end points s 1 and s 2 ) and a polyline p. We assume that s and p do not intersect (See Fig. 5.) or have an intersection point which is either s 1 or s 2 . In calculating Extb t ( P ), s∈p A either does not intersect p B or intersects p B only at one of its boundary points. (See Fig. 4.) 1) Find the points q1 and q2 in the polyline p such that q1 = ∏p( s 1 ) and q2 = ∏p( s 2 ).
(Assumption: q1 is a predecessor to q2 in some order. Remark: the first step of the above algorithm can be omitted when calculating Extb t ( P ). Since q 1 is known from the previous step, only q 2 has to be calculated. Thus we introduce the operation M t ( s, p, q 1 , q 2 ) to replace M t ( s, p ) and compute q 2 prior to it.
We introduce two additional operations. For a polyline p and a point q∈p we denote by source p ( q ) the index of the first end point of the segment in the polyline p that point q belongs to. In the same manner target p ( q ) denotes the second end point. For example, in In the acute case the number of breakpoints in the produced polyline is O( n + m ), where n is the number of breakpoints in p A and m is the number of breakpoints in p B .
Based on all previous algorithms, the algorithm for computing the boundary of the metric average of two intersecting convex polygons can be easily formulated. 
Complexity Analysis.
To estimate the complexity of our algorithm, we first derive a bound on the number of pockets of two intersecting convex polygons. For that we introduce the notation | A | for the number of vertices of a polygon A, and #{ A, B } for the number of pockets generated by the intersection of the polygons A, B . 1. Each angle of a convex polygon is less than π. 2. If there are n vertices in a convex polygon then the sum of its angles is π(n-2).
Let m be the number of acute angles in a convex polygon. Then (n-m) π+ mπ/2 > (n-2)π, showing that m < 4.


Proposition 4.3:
Let A and B be two convex intersecting polygons. Then the number of non-acute pockets is bounded by 6. Proof: To each angle smaller than π/2 in A∩B, there correspond at most two non-acute pockets (See Fig. 2 ). Since A∩B is a convex polygon, the number of angles smaller than π/2 in it is at most 3, and the number of non-acute pockets is at most 6.

Remark: The number 6 is achieved in the intersection of an equilateral triangle with itself after a small rotation around its center.
The entire algorithm of calculating boundary( A⊕ t B ) consists of two parts. In the first, A∩B is calculated and the pockets are determined. This is done in O( | A | + | B | ) operations [6] .
The algorithm for calculating Extb t ( P ), for P -acute, process sequentially the vertices of the boundaries of the pocket, operating on each vertex at most twice. The boundary of the metric average is painted black. All pockets here are acute.
6. Application to Morphing. In this section we describe the application of the metric average to morphing. We allow morphing between two convex polygons, which are not necessarily intersecting.
Consider two convex (not necessarily intersecting) polygons A, B∈R 2 with the vertices ordered clock-wise. Our goal is to obtain a set of polygons Q 0 , …,Q n such that Q 0 = A, Q n = B and when the polygons Q 0 , …,Q n are displayed sequentially one after another, one at a time, an illusion of continuous transformation of A to B is created. Our method is based on a continuous set-valued function S(t) satisfying S(1)=B, S(0)=A, which we descretize to get Q i = S( i/n ), for i = 0, …, n.
First we define some operations on polygons. For a polygon A∈R 2 ( with vertices A 1 ,…, A n ) we define:
1) The point "center( A )" = (p x , p y ) with
2) The polygon "translate( A, p )" with vertices: and that center( translate( A, p ) ) = p.
→ →
3) The polygon "R α ( A )" = "rotate( A, α )" is obtained by a rotation of A in an angle α around its center. It has the vertices:
The use of the metric average for morphing is effective only if the intersection part of the two polygons is significant. Therefore we add a rigid motion component to the morphing.
Determining the rigid motion component. We increase the intersection between A and B by a rigid motion to improve the visual effect. We obtain B'(rigidly moved B) in the following way:
1) Translate the center of polygon B to the center of polygon A. is determined by the position of its center and by the angle between the polygon's largest diagonal and the positive direction of the x-axes, termed hereafter as the "positioning angle". After translating polygon B such that its center coincides with the center of polygon A, the algorithm chooses between two possible rotations around the center in an angle α and in an angle (π -α), where α is the difference between the positioning angles of A and B. After one of these two rotations B coincides with A. The algorithm performs this rotation, since after this rotation the area of the intersection is maximal.
In case of several maximal diagonals the algorithm compares each pair of diagonals for maximum intersection. At least one of the pairs achieves the coincidence of the two polygons.  Note that in S(t) the metric average is performed between the two intersecting convex polygons A and B' generated by the algorithm in the previous paragraph. Also note that, up to a rigid transformation, the Hausdorff distance between S(t) and A is t times the Hausdorff distance between A and B', 0 ≤ t ≤ 1. We descretize S(t) and obtain polygons Q 0 ,…,Q n 
