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A Aixtel Engineering produz aplicações móveis apenas para a plataforma Android,
mas está a ponderar abranger o desenvolvimento a outras plataformas. Existem
diversas abordagens no que se refere ao desenvolvimento de aplicações móveis, mas
foi escolhido realizar uma comparação entre o atual desenvolvimento da empresa e
o desenvolvimento de aplicações móveis multi-plataforma, mais propriamente, em
Xamarin.
O Xamarin permite que as aplicações para as várias plataformas sejam desenvolvidas
praticamente, em simultâneo. A grande vantagem em relação ao desenvolvimento
nativo é permitir o desenvolvimento em apenas uma linguagem de programação,
C#, e apenas um Integrated Development Environment (IDE), Visual Studio.
O Xamarin foi escolhido para a comparação, pois destaca-se das restantes pla-
taformas de desenvolvimento multiplataforma, devido a permitir que, no final, as
aplicações sejam nativas. Isto é possível devido à necessidade de criar as interfaces
visuais para cada uma delas. O Xamarin também permite desenvolver uma inter-
face comum para várias plataformas, apesar de perder algumas das funcionalidades
nativas de cada.
A questão que se coloca neste projeto é se o desenvolvimento em Xamarin é van-
tajoso em relação ao atual desenvolvimento nativo da empresa, destinado apenas
à plataforma Android, quer em termos de performance das aplicações, custos de
desenvolvimento e tempo de desenvolvimento de cada aplicação.
Com isto, pretende-se chegar a uma conclusão e perceber se a empresa deve adotar
o Xamarin como framework de desenvolvimento de aplicações móveis e, assim,
abranger as suas aplicações a iOS.





Nowadays, Aixtel Engineering produces mobile applications only for the Android
platform, but is considering extending the development to other platforms. There
are several approaches to the development of mobile applications, but it was decided
to make a comparison between the current platform of the company and a platform
that allows the development of multi-platform mobile applications, more specifically
Xamarin.
Xamarin allows multi-platform applications to be developed almost simultaneously.
The big advantage over native development is to allow development in just one
programming language, C#, and only one IDE, Visual Studio.
Xamarin was chosen for the comparison, as it stands out from the other platforms
of multi-platform development, due to allowing the final applications to be native.
This is possible because of the need to create the visual interfaces for each of them.
Xamarin also lets you develop a common cross-platform interface, even though you
may lose some of the native functionality of each platform.
The question that arises in this project is whether the development in Xamarin is
advantageous in relation to the current native development of the company, bound
only to the Android plataform, both in terms of application perfomance, development
costs and time of development of each application.
With this, it’s intended to reach a conclusion and realize if the company should adopt
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O primeiro capítulo desta dissertação apresenta um breve contexto e descrição do
problema com o objetivo de enquadrar o leitor no tema em questão. Será exibido
um resumo da análise de valor e os objetivos pretendidos. No fim, será apresentada
a estrutura do documento.
1.1 Contexto
O Android, desenvolvido pela Google, como Sistema Operativo (SO) foi lançado no
seu primeiro smartphone em 2008. Após isto, o SO Android teve inúmeras atuali-
zações sendo a mais atual a versão Pie(9.0), lançada em Agosto de 2018. Para o
desenvolvimento de aplicações móveis foi lançado, em 2009, o Software Develop-
ment Kit (SDK) usando a linguagem de programação Java1 e o eXtensible Markup
Language (XML)1 para a construção das interfaces do utilizador. Em Maio de 2013,
foi lançado o Integrated Development Environment (IDE) Android Studio(Android
2018).
A empresa Xamarin foi fundada em Maio de 2011 e adquirida pela Microsoft em
2016. Em 2013 foram lançadas as frameworks Xamarin.Android e Xamarin.iOS,
que permitem o desenvolvimento de aplicações na linguagem de programação C#1
para as plataformas Android e iOS respetivamente. Estas aplicações são transfor-
madas em aplicações nativas2, que são aplicações desenvolvidas para plataformas
específicas, e que podem ser obtidas na loja oficial dessa plataforma, através do de-
senvolvimento de uma interface independente para cada uma das plataformas. Em
2014, surgiu o Xamarin.Forms que simplifica este processo, permitindo uma inter-
face comum a ambas. O número de desenvolvedores que utilizam o Xamarin tem
aumentado nos últimos anos (Versluis 2017).
1Explicada com detalhe na Secção 3.1.2 do Capítulo 3.
2Explicada com detalhe na Secção 3.1.1 do Capítulo 3.
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1.2 Problema
A Aixtel Engineering está inserida na área das telecomunicações. A empresa está
envolvida em projetos para a instalação de fibra ótica em diversos países. Para
auxiliar o desenvolvimento dos projetos, desenvolve plataformas web e aplicações
móveis que facilitem o trabalho dos seus clientes. Os clientes da Aixtel Engineering
são empresas, inseridas na mesma área, que utilizam essas ferramentas para ajudar
no desenvolvimento dos projetos. As aplicações móveis são desenvolvidas para o
SO Android, e têm como funcionalidade principal a utilização do Google Maps, que
facilita o levantamento de dados para a montagem de fibra ótica nas áreas definidas
no projeto.
De momento, a empresa está a ponderar a possibilidade de alargar as suas aplica-
ções a outras plataformas, neste caso iOS, com o intuito de abranger um maior
número de clientes. Para tal, existem diversas soluções, como o desenvolvimento de
aplicações nativas para todas as plataformas, o desenvolvimento de aplicações web2
e o desenvolvimento de aplicações híbridas2.
Do ponto de vista da empresa, desenvolver as aplicações para cada uma das platafor-
mas seria muito dispendioso, pois seriam necessárias equipas diferentes destinadas
ao desenvolvimento em cada plataforma e a compra de software e hardware ne-
cessários para o desenvolvimento, e trabalhoso, dado que seria necessário trabalhar
com mais do que uma framework e diferentes linguagens de programação.
O desenvolvimento de aplicações web também não é o ideal, pois estas não permitem
o acesso a certas funcionalidades nativas, dado que necessitam de um browser para
aceder às mesmas. Isto tem implicações no desempenho das aplicações.
Por isso, a empresa decidiu testar o desenvolvimento de aplicações com uma fra-
mework multi-plataforma que permita o desenvolvimento de aplicações nativas, mas
permitindo o uso de apenas uma framework e linguagem de programação. Neste
caso, foi escolhido o Xamarin que tem como vantagem o facto de, como mencio-
nado anteriormente, manter as aplicações como nativas e o acesso a funcionalidades
que só nativamente são alcançadas.
Para fazer esta escolha será necessário fazer comparações de desempenho entre apli-
cações desenvolvidas para Android nativamente, em Java, e aplicações desenvolvidas
em Xamarin. Além do desempenho, é importante verificar os custos associados a




O principal objetivo desta dissertação é aferir qual a tecnologia mais favorável à
empresa, através dos resultados de uma comparação teórica e prática do desenvol-
vimento de aplicações tanto nativamente em Java, como em Xamarin.
É claro que este objetivo principal tem outros sub-objetivos, pois é necessário que
esta comparação seja feita em ambiente empresarial e, como tal, o desenvolvimento
de protótipos em ambas as frameworks de forma a dar suporte ao estudo, é outro
objetivo. Além disso, cada uma das comparações realizadas, quer em termos de
desempenho ou custos associados, e a medição final das vantagens e desvantagens
de cada framework tornam-se outros objetivos.
Destes objetivos, surgem diversas questões. Questões estas que se pretendem res-
ponder ao longo desta dissertação e que são:
Q1. Quais as funcionalidades que devem ser exploradas de maneira a obter
uma boa avaliação de cada framework?
Q2. Qual a framework onde é desenvolvida a aplicação com melhor desempe-
nho?
Q3. Qual a framework onde os custos do desenvolvimento da aplicação são
menores?
Q4. Qual a framework onde o tempo de desenvolvimento é menor?
Q5. Quais as vantagens e desvantagens de cada framework?
Estas questões levam a uma questão final:
Q6. Qual a framework a ser adotada pela empresa?
1.4 Análise de Valor
A realização da análise de valor3 vai de encontro ao objetivo principal deste trabalho
que é a de trazer valor aos serviços prestados pela empresa, neste caso no desenvol-
vimento de aplicações, tendo em conta os custos associados e sem que haja perda
de qualidade dos serviços.
Para tal, a análise de valor irá ser realizada dentro dos modelos New Concept De-
velopment (NCD) e Analytic Hierarchy Process (AHP), definir o valor, valor per-
cecionado, valor para o cliente e a proposta de valor. Além disto, será realizado o
Modelo de negócio Canvas para completar o modelo de negócio.
3Realizada com detalhe na Secção 2.2 do Capítulo 2.
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1.5 Estrutura
O presente documento é dividido em três partes fundamentais, introdução, corpo e
conclusão. Estas partes são constituídas pelos seguintes capítulos:
• Capítulo 1 - Introdução, onde o projeto é contextualizado e introduzido
o problema, são apresentados os objetivos, análise de valor e estrutura do
documento.
• Capítulo 2 - Contexto, Problema e Análise de Valor, onde é realizada uma
contextualização mais detalhada e a análise de valor.
• Capítulo 3 - Estado da Arte e Avaliação de Soluções, onde é abordado o
estado da arte e são analisadas e avaliadas as abordagens definidas.
• Capítulo 4 - Análise, Design e Desenvolvimento da Solução, onde é apre-
sentada a análise e o design da solução para o problema, bem como, excertos
de código relevantes.
• Capítulo 5 - Comparação das Frameworks, onde são testadas e comparadas
as frameworks e respetivas aplicações desenvolvidas.
• Capítulo 6 - Conclusões, onde são apresentadas as conclusões da dissertação.
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Capítulo 2
Contexto, Problema e Análise de
Valor
Este capítulo apresenta uma contextualização e descrição do problema mais deta-
lhada de modo a que o leitor compreenda melhor o tema.
Será apresentada uma solução e será analisado o propósito da mesma. Além disto,
será analisado o valor potencial da solução.
2.1 Contexto, Problema e Solução
O Android é um SO baseado no Linux desenvolvido pela Google. No que concerne
ao desenvolvimento para Android, o SDK foi lançado em Novembro de 2009 e per-
mite o desenvolvimento de aplicações usando o Java1, como principal linguagem
de programação, e o XML1 para desenvolver a interface visual. O Android Studio
é o principal IDE (Android 2018). Em Julho de 2013, foi atingida, pela primeira
vez, a marca de 1 milhão de aplicações móveis disponíveis numa loja oficial, neste
caso a Google Play Store. Em Dezembro de 2017, existiam cerca de 3.5 milhões
de aplicações (Statista 2017). Hoje em dia, existem cerca de 6 milhões de desen-
volvedores para Android e ocupa a maior parte dos desenvolvedores para aplicações
móveis (Data 2016).
Em 2009, a base da tecnologia do Xamarin, o Mono Touch, foi lançado, permitindo
assim o desenvolvimento de aplicações multi-plataforma, que são aplicações que
podem ser instaladas em plataformas distitas, em C#1. Esta tecnologia levou à
contestação por parte da Apple, no que diz respeito ao desenvolvimento de aplicações
para iOS em Mono Touch. Isto pelo facto de não ser usado o desenvolvimento nativo
de iOS, levando ao desmantelamento do projeto Mono.
Após estas contestações serem ultrapassadas, foi fundada em Maio de 2011 a em-
presa Xamarin. Em Fevereiro de 2013, o Xamarin.Android1, que permite o desen-
volvimento nativo para Android, e Xamarin.iOS1, que permite o desenvolvimento
1Explicada com detalhe na Secção 3.1.2.
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nativo para iOS, foram lançados (Versluis 2017). A vantagem destas duas fra-
meworks é a possibilidade de partilha de código entre ambas, não sendo possível a
partilha do código da interface, que é desenvolvida separadamente. Este desenvol-
vimento distinto permite o acesso a diversas funcionalidades nativas. Em 2014 o
Xamarin.Forms1 foi lançado. O Xamarin.Forms, permite ao desenvolvedor produzir
uma interface comum para várias plataformas, mas perdendo algumas das funcio-
nalidades nativas de cada. A empresa foi então adquirida pela Microsoft em 2016.
Atualmente, a plataforma de desenvolvimento Xamarin é usada por cerca de 1.4
milhões de desenvolvedores (Xamarin 2018a).
Problema
Como referido no Capítulo 1, existem várias opções para o desenvolvimento de
aplicações móveis, tais como, o desenvolvimento de aplicações nativas2, que são
aplicações desenvolvidas especificamente para uma plataforma, como iOS e An-
droid, desenvolvimento de aplicações web2, que são aplicações desenvolvidas com
ferramentas usadas para web, são acedidas através de um browser e possuem um
baixo desempenho, e aplicações híbridas2, que são aplicações desenvolvidas através
de ferramentas usadas para web, que podem ser desenvolvidas para várias platafor-
mas mas com acesso a funcionalidades nativas e, normalmente, tem um desempenho
pior que as aplicações desenvolvidas nativamente.
A Aixtel Engineering desenvolve plataformas web e aplicações móveis que auxiliam a
realização de projetos na área das telecomunicações. Atualmente, a empresa produz
aplicações móveis apenas para a plataforma Android, tendo como principal funciona-
lidade a utilização do Google Maps, que facilita o levantamento de dados no terreno
delimitado no projeto. Os principais clientes da Aixtel Engineering são empresas que
necessitam de fazer esse levantamento de dados para projetar a montagem de fibra
ótica. Atualmente, os clientes abrangidos precisam de possuir dispositivos Android
para utilizar as aplicações desenvolvidas. Para tal, o desempenho das aplicações no
terreno é essencial para o utilizador, no que diz respeito ao uso de bateria e rapidez
de uso. Porém, a empresa em questão pretende verificar se o desenvolvimento de
aplicações para outras plataformas lhe traz mais vantagens, em termos de custos,
desempenho e duração de desenvolvimento, além de abranger mais possíveis clientes
que não disponham de dispositivos Android.
Após discussão no seio da empresa e, para chegar a uma conclusão, decidiu-se inves-
tigar alternativas ao atual desenvolvimento da empresa, Android nativo. Foi excluído
de início o desenvolvimento separado para as diversas plataformas, neste caso An-
droid e iOS, dado os custos de equipas diferentes, software e hardware associados.
Optou-se por uma framework destinada ao desenvolvimento multi-plataforma, no-
meadamente a framework multi-plataforma em Xamarin.
Foi escolhido o desenvolvimento de aplicações móveis multi-plataforma em Xamarin,
pois este tem vindo a crescer nos últimos anos, tentando alcançar o desenvolvimento
2Explicada com detalhe na Secção 3.1.1 do Capítulo 3.
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nativo de Android e iOS. Este crescimento deve-se ao facto do Xamarin permitir
que as aplicações para as várias plataformas sejam desenvolvidas, praticamente, em
simultâneo, e que, no final, sejam aplicações nativas. Isto torna-se prático pois
não são necessárias equipas e ferramentas diferentes para trabalhar com tecnologias
específicas como o Android e iOS.
Solução Proposta
A partir deste problema, a solução proposta foi a de realizar uma comparação
profunda entre o desenvolvimento para Android nativo e o desenvolvimento multi-
plataforma em Xamarin, não se focando apenas nas aplicações, mas também no im-
pacto das mesmas no dispositivo. Para atingir isto, será necessário analisar o meio
envolvente do desenvolvimento de aplicações móveis em Android e em Xamarin, no-
meadamente, tempo de desenvolvimento das aplicações, custos de desenvolvimento
das aplicações, como por exemplo, custos do IDE. Os protótipos desenvolvidos no
âmbito desta dissertação não irão ser publicados, mas em relação à empresa, a aná-
lise dos custos das lojas associadas será relevante. Também é importante testar se
a qualidade e desempenho das aplicações se mantém, quer em termos de gasto de
bateria, rapidez e facilidade de uso.
Foi proposto o desenvolvimento de protótipos independentes das aplicações atuais da
empresa. No entanto, é importante o desenvolvimento de protótipos robustos que
contenham as funcionalidades básicas dessas aplicações e outras funcionalidades
que sejam importantes testar. O intuito disto é conseguir testar ao máximo o
desempenho das aplicações nos dispositivos executando tarefas complexas.
2.1.1 Propósito
Nesta subsecção será analisado o problema e a solução escolhida, tendo em conta
vários pontos de vistas dos vários intervenientes diretos. Esta análise será feita por
tópicos.
1. Propósito
O propósito desta solução é responder à questão final Q6, referida na Sec-
ção 1.3 do Capítulo 1, ou seja, perceber qual das frameworks se adequa melhor
ao que a empresa pretende. Para tal, é importante perceber como codificar
as aplicações em ambas as frameworks, com o intuito de conseguir codificar
aplicações mais competentes e com mais funcionalidades, de modo a poder
fazer uma melhor comparação.
2. Cliente
Neste caso, o único cliente é a empresa, Aixtel Engineering, pois está direta-
mente ligada e o seu principal interesse é o resultado da solução associada a
esta dissertação.
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3. Requisitos do Cliente
O primeiro requisito desta solução é apresentar um estudo elaborado de cada
uma das frameworks, incluindo as suas principais características, facilidade
de acesso e custos associados. O segundo requisito, passa por transformar
o primeiro em aplicações, uma em cada plataforma. O terceiro, e último
requisito, consiste em responder à questão Q5, referida na Secção 1.3 do
Capítulo 1, que tem como objetivo chegar a uma conclusão sobre as vantagens
e desvantagens de cada uma das frameworks e chegar a uma decisão final entre
as duas.
4. Definição de Valor para o Aixtel Engineering
A possibilidade de expandir as suas aplicações a outras plataformas mantendo,
ou até diminuindo, os custos de desenvolvimento e mantendo a qualidade das
mesmas, acaba por ser um dos fator-chave nesta solução e a principal fonte
de valor para a empresa.
5. Necessidade de Novas Tecnologias
Nesta solução, a framework Xamarin, e a linguagem de programação C#,
podem ser consideradas novas tecnologias, dado que as tecnologias atualmente
utilizadas na empresa são a linguagem de programação Java, com o auxílio do
IDE Android Studio e do XML, e que para ser realizada a comparação será
necessário o uso de várias tecnologias.
6. Adaptação de Projetos Existentes
A adaptação de outros projetos não foi equacionada nesta solução, visto o
problema ser específico da empresa em questão, e do facto de ser uma com-
paração para a possível substituição das tecnologias usadas na mesma. Como
é uma decisão que pode influenciar diretamente a empresa, é pretendido que
o desenvolvimento seja controlado por parte da empresa.
2.1.2 Restrições Existentes
Relativamente às restrições tecnológicas, como as tecnologias a ser comparadas e
linguagens de programação já foram definidas, o desenvolvimento será restrito a
essas, sendo elas, o Java e XML, para o desenvolvimento em Android nativo e o
C#, para o desenvolvimento em Xamarin. Além destas, não há outras restrições
tecnológicas.
Não há restrições monetárias, pois os IDE escolhidos para este desenvolvimento têm
ambos versões gratuitas, sendo eles o Android Studio e o Visual Studio Community,
que é a versão gratuita do Visual Studio destinada a estudantes. Além disto, as
aplicações finais não irão ser colocadas na loja, por isso não será preciso o pagamento
das respetivas taxas.
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Quanto à restrição temporal, o tempo de desenvolvimento das aplicações poderá ser
demorado, dado ser necessário a adaptação a novas tecnologias e o desenvolvimento
de duas aplicações.
2.2 Análise de Valor
A análise de valor, nesta dissertação, é direcionada para o valor proveniente da
comparação anteriormente referida na Secção 2.1.
2.2.1 Descrição
A análise de valor é um processo de avaliação sistemático e formal (Nicola, E. P.
Ferreira e J. P. Ferreira 2012). Para tal, é necessário perceber o propósito do produto
e requisitos do cliente. Estas questões foram respondidas na Subsecção 2.1.1.
O principal objetivo de uma análise de valor é levar ao aumento do valor de um
serviço ou produto, com os custos mais baixos possíveis, mas mantendo a qualidade
(Nicola, E. P. Ferreira e J. P. Ferreira 2012).
No entanto, a inovação, por parte de uma empresa contem um risco elevado quer
económico, quer empresarial. Para efetuar o lançamento de novos produtos ou
serviços, deve-se procurar a diminuição desses riscos. O seguimento do processo de
inovação, apresentado na Figura 2.1, ajuda na diminuição desses riscos.
O processo apresentado na Figura 2.1, divide-se em três partes fundamentais.
1. Fuzzy Front End (FFE) - Ambiente de incerteza e imprevisibilidade, em ter-
mos de calendarização, da análise das ideias e da identificação das oportuni-
dades.
2. New Product Development (NPD) - Ambiente disciplinado e planeado com
foco nos objetivos e no desenvolvimento do produto ou serviço.
3. Comercialização - Divulgação e venda do produto ou serviço.
Figura 2.1: Processo de Inovação (Koen et al. 2002).
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Nesta dissertação, irá ser abordada a notação do modelo NCD de Koen (Koen et al.
2002), permitindo apresentar os vários estágios do processo de inovação, desde o
problema à geração de ideias e sua seleção.
2.2.2 Modelo NCD
Omodelo NCD, como apresentado na Figura 2.2, permite uma definição dos padrões-
chave do FFE. É composto pelo motor, por cinco elementos essenciais e por fatores
que influenciam o processo. As setas de entrada na Figura 2.2 demonstram que o
processo pode começar na identificação de oportunidades, bem como, na geração
de ideias. A seta de saída representa como os conceitos deixam o modelo e entram
nos processos NPD ou Technology Stage Gate (TSG).
Figura 2.2: NCD (New Concept Development) (Koen et al. 2002).
Motor
O motor, que representa a gestão de nível executivo, dá a ignição aos cinco elemen-
tos do Modelo NCD (Koen et al. 2002).
Elementos da Atividade Inovadora
O modelo NCD é caracterizado pelos seguintes cinco elementos:
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1. Identificação de Oportunidade
O mercado das aplicações móveis está em constante mudança. Algo que se
pode em ter em conta é o constante crescimento do mesmo, levando este mer-
cado a ser uma das maiores tendências nos passados anos. Este crescimento
deve-se a diversos fatores, entre os quais o crescimento global da utilização
de smartphones.
A cada dia que passa, os smartphones são mais utilizados, por utilizadores
de todas as idades, para ações simples no seu quotidiano, principalmente na
consulta de redes sociais. Além da quantidade, o tempo médio que cada
pessoa passa a utilizar um smartphone, por dia, também tem vindo a aumentar
(ComScore 2017).
Como mostra a Figura 2.3, é possível verificar esse mesmo crescimento no
uso de smartphones, ultrapassando mesmo, em meados de 2014 o uso de
computadores, que também se encontra em crescimento.
Figura 2.3: Número de Utilizadores Globais de Smartphones e Com-
putadores (ComScore 2017)
O crescimento do mercado de aplicações móveis é um dos motivos pelo qual
a Aixtel Engineering produz aplicações para o mesmo. No entanto, e como
referido anteriormente no Capítulo 1, a Aixtel Engineering produz apenas para
a plataforma Android, atingindo apenas uma porção do mercado. Contudo,
segundo a StatCounter, a porção abrangida pela Aixtel Engineering ultrapassa
mais de metade do mercado, sendo que o SO Android ocupa cerca de 70%
dele. Os restantes cerca de 30% estão partilhados pelos outros SO, em que
o iOS ocupa maior parte dele (StatCounter 2018).
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Outro fator muito importante para a oportunidade é o do uso de Xamarin se
encontrar em constante crescimento e adoção, por parte dos desenvolvedo-
res. Além do crescimento individual, o Xamarin também se tem destacado das
outras frameworks de desenvolvimento multi-plataforma, devido a caracterís-
ticas como o acesso a funcionalidades nativas. Isto despertou curiosidade por
parte da empresa, pois iria permitir abranger o restante mercado de aplicações
móveis, apesar de ser necessária a verificação da qualidade das mesmas.
Apesar das aplicações da Aixtel Engineering já abrangerem cerca de 70% do
mercado, a possibilidade de poder abranger todo o mercado através do desen-
volvimento multi-plataforma, sem aumento de custos e sem perda da qualidade
das suas aplicações é algo a ter em conta.
A conjunção destes fatores, levou a Aixtel Engineering a identificar esta opor-
tunidade como favorável e potenciadora de valor para a empresa.
2. Análise de Oportunidade
Para suportar a oportunidade identificada, e como mostrado, recorreu-se à
análise de dados estatísticos do mercado, nomeadamente às taxas de utiliza-
ção global de smartphones e computadores, embora nesta situação seja mais
relevante os smartphones, às taxas diárias de utilização de smartphones e apli-
cações mais utilizadas. O crescimento deste mercado é uma implicação direta
no tema desta dissertação, que incide sobre o desenvolvimento de aplicações
móveis.
Além disto foi analisado o mercado do desenvolvimento de aplicações multi-
plataforma, aferindo que o Xamarin se encontra em crescimento e distan-
ciamento das outras frameworks de desenvolvimento de aplicações multi-
plataforma. Este dados foram analisados pela empresa, além do estudo dos
possíveis impactos que esta oportunidade poderia ter na empresa, benefícios e
custos. Estudo esse que irá ser suportado por esta dissertação.
3. Geração de Ideias
Após a realização da análise de oportunidade e problema associado, e através
de um conjunto de brainstormings, foram geradas algumas ideias de maneira
a acrescentar valor à oportunidade definida.
A principal ideia é levar o desenvolvimento da empresa a outras plataformas.
De maneira a atacar o restante mercado de smartphones, e como referido an-
teriormente, surgiu a ideia da utilização de uma framework de desenvolvimento
multi-plataforma, particularmente o Xamarin. No entanto, com o objetivo de
não perder a qualidade atual das aplicações, foi refletido sobre a realização
de um estudo, implicado nesta dissertação. Estudo esse, que deve respon-
der à questão final Q6, referida na Secção 1.3 do Capítulo 1, incluindo uma
comparação entre o desenvolvimento atual da empresa e o desenvolvimento
multi-plataforma.
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4. Seleção de Ideias
Das ideias refletidas e com base nos estudos do mercado, foi decidido realizar
esse mesmo estudo incidindo sobre a framework Xamarin. Dependendo do
resultado do mesmo será analisada a possibilidade de executar a ideia principal.
5. Definição de Conceito
A definição de conceito deve surgir após a ideia principal, atacar o mercado
das restantes plataformas, estar bem definida. Para tal, como foi referido
anteriormente, será necessário efetuar primeiro o estudo definido aquando da
geração de ideias.
Fatores Ambientais Externos
A seguinte análise foi feita tendo em conta o que foi referido na Identificação de
Oportunidade e os fatores externos da análise Política, Económica, Social e Tecno-
lógica (PEST).
Em relação aos Fatores Económicos, o mercado onde a empresa se encontra está em
crescimento, tanto em território nacional, como globalmente. Nos Fatores Sociais
pode-se considerar que o estilo de vida tem mudado graças ao avanço tecnológico,
quer em termos de educação ou trabalho. No que toca aos Fatores Tecnológicos,
mais propriamente, na área móvel, o seu desenvolvimento e respetivo crescimento
são uns dos grandes fatores, como foi evidenciado anteriormente.
2.2.3 Valor, Valor Percecionado e Valor para o Cliente
Nesta subsecção será analisada a definição de valor e a quem se destina o mesmo.
Além disso, será analisado o valor percecionado, suportado pela tabela de benefícios
e custos. Por fim, será analisado o valor para o cliente.
Valor
A definição de valor é dependente de pessoa para pessoa, pois cada um avalia a
aquisição de um produto ou serviço tangível ou não tangível de maneira única. A
troca de produtos ou serviços é a base de qualquer negócio, como tal a criação de
valor para quem usufrui dos mesmo é essencial (Nicola, E. P. Ferreira e J. P. Ferreira
2012).
No caso desta dissertação, o serviço será efetuado para a empresa Aixtel Engineering
e é para ela que é necessário a criação de valor. O valor irá tentar ser alcançado atra-
vés da comparação entre o desenvolvimento atual da empresa e o desenvolvimento
em Xamarin.
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Tabela 2.1: Benefícios e Sacrifícios
Serviço Relação











Formação para as novas tec-
nologias.
Valor Percecionado
O valor percecionado varia de cliente para cliente, pois está dependente da expec-
tativa que cada cliente tem em relação a um produto ou serviço (Ulaga e Eggert
2006).
No caso desta dissertação, o valor percecionado é alto para o cliente, pois a empresa
poderá ter grandes benefícios e alargar as suas fronteiras e, por sua vez, alcançar
mais clientes. Contudo, pode ter grandes sacrifícios caso seja preciso uma alteração
drástica das tecnologias atualmente utilizadas para o desenvolvimento na empresa.
A Tabela 2.1, ajuda na fundamentação do valor percecionado desta dissertação,
através da análise dos benefícios e sacrifícios do ponto de vista do cliente.
Valor para o Cliente
O valor para o cliente é determinado pela relação entre os benefícios e sacrifícios
associados a um produto ou serviço. É necessário pesar cada um deles, de forma a
atribuir esse valor (Woodall 2003).
O cliente tem de analisar as vantagens e desvantagens da possível substituição das
atuais tecnologias utilizadas para o desenvolvimento. Como referido anteriormente,
esta dissertação tem como principal objetivo ajudar o cliente nesta decisão.
2.2.4 Proposta de Valor do Projeto
A solução apresentada nesta dissertação, procura solucionar o problema apresentado
na Secção 2.1, aferindo se a Aixtel Engineering deve ou não substituir as atuais
tecnologias utilizadas pela empresa.
Esta solução irá criar valor para a empresa, assumindo que além do alargamento
das suas fronteiras haverá outras vantagens associadas. No melhor dos casos, a
2.2. Análise de Valor 15
empresa iria beneficiar com a produção de aplicações com o mesmo ou melhor
desempenho que as atuais, custos menores e menor tempo de produção. Todos estes
fatores poderão levar ao contentamento dos clientes atuais e eventual crescimento
da empresa no mercado. A possibilidade de expansão a outros mercados pode-se
tornar uma possibilidade.
Estas vantagens, e eventuais desvantagens, irão ser estudadas ao longo desta dis-
sertação.
2.2.5 Modelo de Negócio Canvas
De forma a suportar este negócio, foi criado o modelo de negócio Canvas. que
está representado na Figura 2.4. De seguida, são apresentados os componentes
presentes nesse modelo.
Parcerias Chave
A Google e a Microsoft seriam as principais parcerias chave.
Atividades Chave
As atividades chaves serão executar a comparação das diversas tecnologias utilizadas
para o desenvolvimento e desenvolver as aplicações para suportar essa comparação.
Recursos Chave
O recurso chave deste negócio é a infraestrutura tecnológica da aplicação.
Estrutura de Custos
O único custo associado a este negócio é associado à colocação das aplicações na
Google Play Store.
Proposta de Valor
A proposta de valor é essencialmente o alargamento das fronteiras da empresa.
Relação com os Clientes
A relação com os clientes será uma relação direta.
Canais
Mudança direta na empresa.
Segmentos de Mercado
O segmento de mercado restringe-se à empresa em questão, Aixtel Engineering.
Fontes de Rendimento
No caso das fontes de rendimento não é apresentado nenhuma fonte, pois este
serviço será efetuado no seio da empresa. A fonte de rendimento será depois atingida
na venda dos produtos, neste caso das aplicações eventualmente desenvolvidas.
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2.2.6 Rede de Valor
“People naturally network as they work so why not model itself as network” (V.
Allee)
De acordo com esta citação, a autora Verna Allee, evidencia que naturalmente as
pessoas trabalham em rede e, como tal, poderia-se modelar o trabalho como uma
rede. Verna Allee foi autora da metodologia "Network Value Analysis", ou análise
da rede de valor.
Uma rede de valor é uma teia de relações complexas que geram valor tangível ou
intangível. Estas relações terão de ser feitas entre dois ou mais indivíduos, grupo
ou organização. Qualquer organização que esteja envolvida na troca de valores
tangíveis ou intangíveis é considerada uma rede valor (Allee 2002).
No caso desta dissertação, e relativamente ao seio da empresa, será necessário um
relacionamento confiável e estável no que diz respeito à troca de valores entre os
membros dos departamentos, mais especificamente no departamento de desenvol-
vimento.
Após esta solução ser possivelmente implementada na empresa, será necessário que
a relação da empresa com os clientes procure estabelecer confiança, de maneira a
procurar a estabilidade, credibilidade e segurança nessas relações. Isto seria essencial
para satisfazer as necessidades dos seu clientes.
2.2.7 Modelo AHP
O Modelo AHP, criado por (Saaty 1990), ajuda no processo de avaliação e de
toma de decisões, ao permitir o uso de multi-critérios qualitativos e quantitativos.
Nesta dissertação, iremos usar o Modelo AHP para apurar as melhores tecnologias




O autor deste Modelo, (Saaty 1990), definiu um escala fundamental, que consiste
num conjunto de níveis de importância para comparar os diversos critérios. A Ta-
bela 2.2, demonstra os níveis de importância, a sua definição e explicação.
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1 Igual importância. As duas atividades contribuem igual-
mente para o objetivo.
3 Fraca importância. A experiência e o julgamento favorecem
levemente uma atividade em relação à
outra.
5 Forte importância. A experiência e o julgamento favorecem
fortemente uma atividade em relação à
outra.
7 Muito forte importân-
cia.
Uma atividade é muito fortemente fa-
vorecida em relação à outra.
9 Importância absoluta. A evidência favorece uma atividade em
relação a outra com o mais alto grau de
certeza.
2, 4, 6, 8 Valores intermediá-
rios.
Quando se procura uma condição de
compromisso entre duas definições.
Tendo em conta esta escala, pode-se definir o critério do Desempenho como o mais
importante, sendo 3 vezes mais importante que os Custos e 6 vezes mais importante
que o Tempo. Por sua vez, os Custos são 2 vezes mais importantes que o Tempo.




D 1 6 3
T 1/6 1 1/2
C 1/3 2 1

Figura 2.5: Matriz de importância de critérios.
Através da Matriz 2.5 é possível calcular o Vetor 2.6, denominado vetor de priori-
dades, ou vetor próprio, que nos irá indicar o peso de cada critério. O cálculo deste
vetor é efetuado através da divisão de cada elemento de uma coluna da matriz com
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Figura 2.6: Vetor Próprio.
Após a decisão dos pesos de cada critério, e tendo como base os resultados do
Capítulo 5, é necessário aplicar este conceito às diferentes frameworks.
Desempenho
Como indica a Matriz 2.7, o desempenho do desenvolvimento em Android nativo
é de fraca importância relativamente a Xamarin, visto que os resultados obtidos
na Secção 5.3 do Capítulo 5 indicam que o desempenho é favorecido em Android
nativo, mas apenas levemente.
D =
[ Android Xamar in
Android 1 3
Xamar in 1/3 1
]
Figura 2.7: Matriz de comparação de desempenho.
Custos
Como indica a Matriz 2.8, os custos do desenvolvimento em Android nativo são
de importância absoluta em relação aos custos do desenvolvimento em Xamarin,
visto que os resultados obtidos na Secção 5.2 do Capítulo 5 indicam que os custos
em Android nativo são favorecidos com o mais alto grau de certeza em relação a
Xamarin.
C =
[ Android Xamar in
Android 1 9
Xamar in 1/9 1
]
Figura 2.8: Matriz de comparação de custos.
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Tempo
Não foi possível analisar o critério de tempo, pois não foram obtidos resultados, tal
como indicado na Secção 5.4 do Capítulo 5.
Matriz de Prioridades
Após a análise de cada critério, é necessário calcular o vetor prioridade para cada
um deles. Estes vetores serão apresentados na Matriz ??.
MP =
[ P T C
Android 0.75 0 0.9
Xamar in 0.25 0 0.1
]
Figura 2.9: Matriz de prioridades.
Classificação das Frameworks
A Matriz 2.10 apresenta a classificação das frameworks. Este cálculo é efetuado
multiplicando cada elemento da matriz de prioridades com o peso dos critérios an-
teriormente calculados (0.67, 0.11, 0.22) e somando a linha de maneira a obter o
resultado. Como se pode verificar Android possui um resultado de cerca de 70%
indo de encontro com o resultado dos dados efetuados no Capítulo 5.
CF =
[ P T C Resultado
Android 0.5025 0 0.198 0.7005
Xamar in 0.1675 0 0.022 0.1895
]
Figura 2.10: Classificação das Frameworks.
2.3 Sumário
Este capítulo descreve detalhadamente a contextualização e análise do problema.
Foi realizada a análise de valor, onde foram seguidos os Modelos NCD e AHP, foi
definido o valor, valor percecionado e valor para o cliente e a proposta de valor.




Estado da Arte e Avaliação da
Solução
Este capítulo tem como principais objetivos a apresentação do estado da arte das
tecnologias diretamente interligadas com a solução proposta, definida na Secção 2.1
do Capítulo 2, e a avaliação da mesma.
3.1 Estado da Arte
Nesta dissertação, o Estado da Arte tem como objetivo apresentar o estudo das
tecnologias escolhidas para a realização do projeto associado à mesma.
Além disto, serão analisadas as alternativas possíveis a estas tecnologias, mais pre-
cisamente, as alternativas à framework escolhida para a comparação, o Xamarin.
3.1.1 Tipos de Desenvolvimento de Aplicações Móveis
Nesta subsecção, irão ser explicados os diferentes tipos de desenvolvimento de apli-
cações móveis, onde se incluem aplicações nativas, aplicações web e aplicações
híbridas.
Aplicações nativas
Aplicações nativas são aplicações especificamente desenvolvidas para uma plata-
forma. Aplicações para a plataforma Android são desenvolvidas em Java ou Kotlin,
que é uma linguagem de programação que compila na máquina virtual Java, e são
disponibilizadas na loja da Google, Google Play Store. Aplicações para a plataforma
iOS são desenvolvidas em Objective-C ou Swift e são disponibilizadas na loja da
Apple, iStore.
Estas aplicações, dado o facto de serem desenvolvidas nativamente, têm acesso
a todas as funcionalidades dos dispositivos e das APIs, sendo possível desenvolver
22 Capítulo 3. Estado da Arte e Avaliação da Solução
aplicações mais robustas. A grande desvantagem do desenvolvimento de aplicações
nativas é o facto de as aplicações para uma plataforma não poderem ser usadas
noutra plataforma distinta e, caso a aplicação seja necessária em diversas platafor-
mas, normalmente ser necessário várias equipas de desenvolvimento, uma para cada
plataforma (BuildFire 2016).
Aplicações web
Aplicações web são desenvolvidas com tecnologias web, como JavaScript, Casca-
ding Style Sheets (HTML) e Cascading Style Sheets (CSS), e funcionam como um
website dado que necessitam de ser acedidas através de um browser no disposi-
tivo. Apesar de poderem ser acedidas nas diversas plataformas e serem de rápido
desenvolvimento, possuem uma grande desvantagem que é não conseguir aceder às
funcionalidades nativas do dispositivo e às APIs (BuildFire 2016).
Aplicações híbridas
Aplicações híbridas são desenvolvidas com tecnologias web e podem ser disponibi-
lizadas para as plataformas Android e iOS nas lojas oficiais de cada plataforma.
As aplicações híbridas possuem a grande vantagem de conseguir aceder às funci-
onalidades nativas dos dispositivos devido ao acesso aos SDK nativos. A grande
desvantagem associada às aplicações híbridas é normalmente o desempenho das
mesmas e a sensação de utilização que pode não ser semelhante à de utilização de
aplicações nativas (BuildFire 2016).
3.1.2 Tecnologias
Nesta subsecção, irão ser estudadas as tecnologias que irão estar envolvidas no
decorrer do trabalho realizado no contexto desta dissertação.
Android
O Android é um SO que pertence à Google, baseado no kernel do Linux. Este SO foi
desenhado, essencialmente para smartphones e tablets, e o primeiro dispositivo com
este SO foi lançado em Setembro de 2008. Atualmente, a Google já alargou as suas
fronteiras a outros dispositivos, como por exemplo, Android TV utilizado em televi-
sões, Android Auto utilizado em carros e Android Wear utilizador em smartwatches
(Android 2018).
A versão mais recente deste SO é a 9.0, denominada Pie. Esta versão é bastante
recente tendo sido lançada em Agosto de 2018. Como tal, o número de dispositivos
com a versão Pie é praticamente inexistente. Como se pode verificar no gráfico
3.1. Estado da Arte 23
apresentado na Figura 3.1, e tendo em conta que só estão no Gráfico as versões
com mais de 0.1% de utilização, é possível ver que as versões Lollipop(5.0), Marsh-
mallow(6.0) e Nougat(7.0) ainda são bastante utilizadas ocupando um pouco mais
de 50% da utilização. Por sua vez, o Oreo(8.0) possui uma utilização de cerca de
20%. Estas versões foram lançadas entre 2014 e 2017, por isso espera-se que o Pie
venha a ter a mesma aceitação (Developers 2018a).
Figura 3.1: Gráfico de Versões Utilizadas em Dispositivos Android
(Developers 2018a).
Sempre que uma versão nova é lançada é associada a um número de versão, 9.0 no
caso da versão Pie, e é associada a um API Level, ou nível de API, API Level 28
no caso da versão Pie. Posto isto, cada dispositivo tem uma versão associada e,
como tal, um API Level associado. Isto permite que, aquando do desenvolvimento
de uma aplicação, seja possível definir a API Level mínima que a aplicação permite
e a API Level a que se destina. Normalmente, à medida que são lançadas novas
versões certas funcionalidades de versões antigas são descontinuadas e surgem novas
funcionalidades, por isso normalmente é definido um API Level, ou uma versão,
relativamente recente.
Além do kernel do Linux, o Android é composto por outros componentes, como por
exemplo, o Android Runtime (ART) e a Hardware Abstraction Layer (HAL), como
mostra a Figura 3.2.
De seguida irão ser explicados os componentes representados na Figura 3.2:
1. Linux Kernel
Como dito anteriormente, a base do Android é o kernel do Linux que executa,
por exemplo, funcionalidades como o encadeamento e gestão de memória de
baixo nível. Além disto fornece recursos de segurança, drivers para os diversos
periféricos e gestão de energia (Developers 2018c).
2. HAL
A HAL é composto por diversos módulos de biblioteca, que implementam uma
interface para um componente de hardware específico, como por exemplo o
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Figura 3.2: Componentes do Android (Developers 2018c).
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módulo da câmara, áudio ou bluetooth, representados na Figura 3.2. Sempre
que é necessário o acesso a algum componente de hardware, por parte de uma
Framework, é carregado o módulo específico desse componente (Developers
2018c).
3. ART
O ART tem como principal objetivo executar várias máquinas virtuais em
dispositivos de baixa memória. Isto é realizado, executando arquivos DEX. O
DEX é um formato de bytecode, usado com o intuito de consumir o mínimo de
memória, e foi projetado exclusivamente para o Android. Os dispositivos com
a versão igual, ou superior, à versão 5.0 permitem que cada aplicação execute
o seu processo numa instância do ART. Além disto, a otimização do Garbage
Collector (GC) é um dos recursos principais do ART (Developers 2018c).
4. Bibliotecas C/C++ Nativas
Certos componentes e serviços do Android, como o ART e HAL menciona-
dos anteriormente, são implementados por código nativo que exige bibliotecas
nativas de C e C++. Para isto, o Android possui as Java Framework API
que permitem o acesso o acesso a essas bibliotecas como, por exemplo, a
Java OpenGL API que permite o acesso à biblioteca OpenGL ES (Developers
2018c).
5. Estrutura da Java API
A Java API é composta por diversos blocos de programação que são neces-
sários para desenvolver aplicações Android. São exemplos disto o sistema de
visualização, onde se inclui o XML, o gestor de recursos, que controla o acesso
a gráficos e layouts, gestor de notificações, que permite notificações nas apli-
cações, e o gestor de atividade, que controla o ciclo de vida de uma aplicação
(Developers 2018c).
6. Aplicações do Sistema
O Android contem de raiz diversas aplicações como, por exemplo, aplicações
de aceder ao Email, calendário, câmara e troca de mensagens (Developers
2018c).
Nas aplicações desenvolvidas para Android, o uso de permissões é essencial caso a
aplicação aceda a recursos protegidos do dispositivo. Isto foi criado, de maneira a
manter a privacidade do utilizador. É necessário definir que permissões a aplicação
vai usar, bem como, perguntar ao utilizador se autoriza as mesmas. As permissões
dão acesso a dados pessoais, tais como, Short Message Service (SMS) ou ficheiros
no dispositivo, ou funcionalidades como acesso à câmara ou Internet (Developers
2018b).
Estas permissões necessitam de ser declaradas no manifesto da aplicação, mais pre-
cisamente no ficheiro AndroidManifest.xml. Este manifesto contém informações
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relevantes para o sistema, tais como a declaração do nome do pacote Java, decla-
ração de permissões da aplicação, nome da aplicação e declarações de atividades.
Java
A linguagem de programação Java é uma linguagem genérica orientada a objetos.
Foi desenhada para ser simples e de maneira a poder ser aprendida e aperfeiçoada
por muitos programadores. A linguagem de programação Java tem semelhanças em
termos de sintaxe em relação ao C++, embora seja organizada de maneira diferente.
Alguns detalhes do C++ foram retirados e foram usadas ideias relativas a outras
linguagens (Gosling et al. 2014).
Esta linguagem permite a distinção entre erros de compilação e erros de runtime.
Esta linguagem é considera uma linguagem de alto nível. Possui gestão automática
de armazenamento, normalmente usando o GC. Além disto, a linguagem não permite
acessos inseguros como, por exemplo, o acesso a arrays sem antes verificar a posição
pretendida (Gosling et al. 2014).
A principal diferença no Android é referente às máquinas virtuais. Em Android, como
mencionado anteriormente, o bytecode é executado através do ART, nas versões a
partir da 5.0, e com o Dalvik, nas versões anteriores (Gosling et al. 2014).
XML
O XML é composto por documentos de dados chamados documentos XML e, atu-
almente, é um formato popular para partilhar informação na Internet. Além disso
é um subtipo do Standard Generalized Markup Language (SGML). Os documentos
XML têm como objetivo codificar certos documentos em linguagem de máquina,
através de um conjunto de regras (Bray et al. 1997).
Cada documento XML deve ser composto por um elemento, designado Tag, inicial
e, além desse, por uma só Tag a servir de raiz. Todos as outras Tags devem estar
incluídas dentro da Tag raiz. Todas as Tags do documento devem ser iniciadas e
fechadas (Bray et al. 1997).
Com o XML em Android é possível fazer os layouts da interface do utilizador, através
do vocabulário definido pelo Android, que permite o uso de Tags específicas para
elementos da interface.
Xamarin
O Xamarin, atualmente que pertence à Microsoft, permite o desenvolvimento de
aplicações multi-plataforma, como já foi mencionando anteriormente. Isto inclui o
desenvolvimento de aplicações para Android e iOS através de uma única linguagem
de programação, um IDE e acesso à framework .NET. A linguagem escolhida foi
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o C#, que atualmente é uma linguagem bastante popular, e o IDE escolhido foi o
Visual Studio (Xamarin 2018a).
Desde já, o desenvolvimento em Xamarin torna-se vantajoso, pois não é necessário
a aprendizagem de Objetive-C, destinado à plataforma iOS, e de Java, destinado a
Android. O uso de apenas um IDE também é vantajoso e mais eficiente que o uso
de vários (Xamarin 2018a).
"Xamarin apps look and feel native because they are."(Xamarin 2018a)
O Xamarin permite que as aplicações finais sejam nativas para todas as plataformas.
Isto é possível, devido ao acesso às APIs nativas de cada plataforma, permitindo o
acesso a funcionalidades específicas de cada uma. Também permite que as interfaces
do utilizador sejam nativas visualmente e que possuam controlos nativos também.
O desempenho também é comparável com a nativa, pois o Xamarin compila as
aplicações de maneira a que isso aconteça (Xamarin 2018a).
O Xamarin fornece três possibilidades para o desenvolvimento de aplicações móveis:
1. Xamarin.iOS
Permite o desenvolvimento de aplicações nativas para iOS e, portanto, a co-
locação das mesmas na App Store. Além disto permite o acesso a qualquer
API de iOS, a utilização de código já desenvolvido em Objetive-C e o desen-
volvimento de aplicações WatchKit, destinadas aos smartwatches da Apple
(Xamarin 2018a).
2. Xamarin.Android
Tal como o Xamarin.iOS, o Xamarin.Android permite o desenvolvimento de
aplicações nativas, mas para Android. Permite também o acesso às APIs de
Android, a utilização de código Java e a possibilidade de desenvolver aplicações
para Android Wear, os smartwatches com o SO Android (Xamarin 2018a).
3. Xamarin.Forms
O Xamarin.Forms permite a possibilidade de criar as interfaces de utilizador em
C#. Esta funcionalidade não é possível no Xamarin.Android e Xamarin.iOS de
maneira a ter acesso a todos os controlos nativos de cada plataforma (Xamarin
2018a).
Como mostra a Figura 3.3, usando o Xamarin.Forms é possível partilhar quase 100%
do código entre as várias plataformas. Se o utilizador optar por escolher o Xama-
rin.Android ou Xamarin.iOS irá ter de desenvolver as interfaces específicas para cada
plataforma. Contudo, a partilha de código ainda é possível, rondando os 75% de
código partilhado. As chamadas às APIs de cada plataforma terão sempre de ser
feita separadamente (Xamarin 2018a).
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Figura 3.3: Partilha de Código usando Xamarin (Xamarin 2018a).
Partilha de Código
A abordagem mais simples para partilhar código é denominada Shared Projects.
As Figuras 3.4 e 3.5 mostram a utilização desta abordagem. Neste caso é criado
um projeto com três sub-projetos, um para Android, um para iOS e outro para
Windows. Além destes três há um quarto projeto, designado Shared, que contem
o código partilhado entre as plataformas. O projeto respetivo a cada plataforma
permite o acesso às APIs específicas de cada.
Figura 3.4: Painel do Visual Studio (Xamarin 2018b).
Figura 3.5: Abordagem Shared Projects (Xamarin 2018b).
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C#
C#, é uma linguagem de programação, desenvolvida pela Microsoft para a fra-
mework .NET. Tal como o Java, é orientada a objetos. C# é considerado uma
linguagem de alto nível, que contem bases de diversas linguagens, incluindo o C,
C++ e Java, usando o melhor de cada uma. Para além destas bases, C# possui
características próprias (Liberty 2005)
As principais características retiradas das outras linguagens são o alto desempenho
do C, a estrutura orientada a objetos do C++, o GC e a segurança do Java e o
desenvolvimento rápido do Visual Basic (Liberty 2005).
3.1.3 Padrões de Arquitetura
Nesta subsecção irão ser analisados os padrões de arquitetura que poderão ser usados
para o desenvolvimento das aplicações.
Model View Controller (MVC)
O padrão de arquitetura mais comum no desenvolvimento de aplicações é o MVC,
representado na Figura 3.6. Tal como o nome indica, é composto por três compo-
nentes fundamentais, o Model, o View e o Controller.
Figura 3.6: MVC
OModel pode ser considerado o domínio da aplicação ou a estrutura da aplicação. É
onde são estruturados e geridos os dados da aplicação. Estes dados são normalmente
apresentados na View e atualizados através do Controller.
A View pede os dados ao Model e representa-os graficamente. A ação de mostrar
a View é desencadeada pelo Controller.
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O Controller surge como interface entre os Models e Views e o input do utilizador.
Através da receção do input, o Controller interage com os dados da aplicação e, por
consequente, com as Views, onde são apresentados os dados, e Models, onde eles
são armazenados.
Model View Presenter (MVP)
Uma das alternativas possível ao uso do padrão de arquitetura MVC, seria o padrão
MVP, representado na Figura 3.7. O MVP também é composto por três com-
ponentes. Este difere do MVC, na medida em que, possui Presenters em vez de
Controllers. No entanto, contém igualmente Model e Views.
Figura 3.7: MVP
O Model, tal como no MVC, estrutura e gere os dados da aplicação. Neste caso
apenas interage com o Presenter, fornecendo-lhe os dados e atualizando-os.
A View, apresenta os dados do Model que são passados pelo Presenter. Neste
caso, o input do utilizador é realizado nas views, sendo depois transmitidos para o
Presenter, para atuar nos Models.
O Presenter, interage com os Models e com as Views. Obtém os dados no Model
e apresenta-os nas Views. Na perspectiva contrária, obtém os inputs do utilizador
nas Views, e através deles, modifica os dados nos Models.
3.1.4 Frameworks Alternativas
Esta subsecção tem como principal objetivo estudar alternativas ao framework de
desenvolvimento multi-plataforma escolhido, o Xamarin. Foram escolhidas outras
frameworks relevantes no mercado, tais como, Apache Cordova, React Native e
Ionic.
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Apache Cordova
O Apache Cordova, anteriormente conhecido como PhoneGap, é uma framework
open-source gratuita destinada ao desenvolvimento de aplicações móveis. Atra-
vés do Apache Cordova é possível utilizar tecnologias normalmente utilizadas em
web, tais como, HTML5, CSS3 e JavaScript para o desenvolvimento móvel multi-
plataforma. O Apache Cordova permite o acesso a algumas funcionalidades das
APIs nativas como sensores e network, através de plugins (Cordova 2018).
Esta framework permite o desenvolvimento para 8 plataformas, entre as quais, An-
droid, iOS, Windows Phone 8, Blackberry, Ubuntu, Firefox OS, LG WebOS e Fi-
reOS.
Tal como apresentado na Figura 3.8, as aplicações finais são híbridas. Isto deve-se
ao facto da aplicação correr no que é denominado uma WebView. As WebViews
são nativas dos SO e basicamente permitem correr conteúdo Web no telemóvel
através do uso do browser. O Cordova faz isto ao juntar o código Web programado
e executa-o na aplicação através da WebView. (Cordova 2018).
Figura 3.8: Cordova (Idesis 2017).
O facto de ser uma aplicação híbrida, permite que se use o paradigma Write Once,
Run Anywhere (WORA). Isto significa que só é necessário uma codificação e que
pode então ser corrida nas plataformas suportadas.
De seguida, irão ser apresentadas as suas principais vantagens e desvantagens:
Vantagens
• Acesso a diversas plataformas.
• Só é necessário uma codificação.
• Updates que permitem o acesso a novas APIs.
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Desvantagens
• Acesso limitado às APIs nativas.
• Uso de WebView.
• Desempenho será bastante abaixo das aplicações nativas.
• Desenho das interfaces complicado para iniciantes.
React Native
O React Native é uma framework open-source gratuita, que pertence ao Facebook,
que surgiu a partir do React como solução para o desenvolvimento de aplicações
móveis. Como a base do React Native é o React, quem já souber desenvolver em
React tem uma grande vantagem ao desenvolver em React Native. Contudo, é
necessário aprender conteúdo específico do React Native, nomeadamente compo-
nentes nativos. Como React é uma biblioteca JavaScript, a linguagem principal do
React Native é o JavaScript (React 2018).
A Figura 3.9 apresenta algumas das características da framework, nomeadamente o
facto de as aplicações finais serem nativas e de não usar o paradigma WORA. Isto é
devido ao facto de ter de desenvolver as interfaces específicas para cada plataforma,
por um lado torna as aplicações nativas, por outro, não permite a reutilização de
todo o código.
Figura 3.9: React Native (Idesis 2017).
O React Native é uma das frameworks mais populares e conceituadas que se desti-
nam ao desenvolvimento de aplicações nativas através de JavaScript. Isto deve-se ao
facto de pertencer ao Facebook, levando a que duas das aplicações destinadas a rede
sociais mais usadas mundialmente, o Instagram e o Facebook, serem desenvolvidas
em React Native.
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• Usado pelo Facebook e Instagram.
Desvantagens
• É necessário a codificação das interfaces para cada plataforma.
• Semelhança ao React pode afastar utilizadores.
Ionic
O Ionic é uma framework open-source gratuita, que pertence à empresa Drifty, para
o desenvolvimento de aplicação móveis híbridas. Com o Ionic, os desenvolvedores
vão poder desenvolver em JavaScript e TypeScript além de possuir a integração da
framework Angular. O acesso às funcionalidades das APIs nativas de cada plata-
forma são efetuadas através dos plugins do Apache Cordova (Ionic 2018).
Esta framework permite o desenvolvimento para 5 plataformas, entre as quais, An-
droid, iOS, Windows Phone 8, Chrome e Desktop.
De acordo com a Figura 3.10, e como referido anteriormente, as aplicações finais
são híbridas, ou seja, é usada uma WebView. No entanto, traz a vantagem do
paradigma WORA, que permite apenas uma codificação.
Figura 3.10: Ionic (Idesis 2017).
De seguida, irão ser apresentadas as suas principais vantagens e desvantagens:
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Vantagens
• Acesso a diversas plataformas.
• Só é necessário uma codificação.
• Updates que permitem o acesso a novas APIs.
• Incorporação da framework Angular.
Desvantagens
• Acesso limitado às APIs nativas.
• Uso de WebView.
• Desempenho será bastante abaixo das aplicações nativas.
• Depende dos plugins nativos do Apache Cordova.
• Certas funcionalidades só são acedidas a partir da versão Pro.
3.2 Avaliação da Solução Proposta
Esta secção tem como principal objetivo a avaliação da solução proposta. Para
tal irão ser definidas as grandezas utilizadas na avaliação, as hipóteses a testar, a
metodologia de avaliação e o teste estatístico que irá ser usado.
3.2.1 Solução Proposta
No contexto específico desta dissertação, a abordagem a realizar e a solução do
problema, já foram definidas pela empresa no momento da realização do projeto.
Foi definido que para resolver o seu problema seria necessário comparar a atual
framework usada para o desenvolvimento de aplicações móveis para a plataforma
Android, em Java, com uma framework destinada ao desenvolvimento de aplicações
móveis multiplataforma. No que se refere à framework, foi definido que seria usado
o Xamarin para realizar a comparação.
Na Secção 3.1 foram identificadas possíveis alternativas à framework definida ao
inicio. Foram analisadas as frameworks Apache Cordova, que pertence à Apache,
React Native, que pertence ao Facebook e o Ionic, que pertence à Drifty. Ao efetuar
a análise às frameworks referidas, reparou-se que dependo do objetivo das aplicações,
todas as frameworks teriam as suas vantagens e desvantagens.
Em suma, há alternativas que seriam interessantes estudar em comparação às tec-
nologias usadas para o desenvolvimento na empresa, mas a framework que será
testada já foi escolhida. Como tal, será necessário avaliar a solução pretendida, ou
seja será necessário avaliar a comparação das diversas tecnologias escolhidas.
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3.2.2 Grandezas a Avaliar
De maneira a responder à questão Q6, referida na Secção 1.3 do Capítulo 1, de-
cidindo qual das tecnologias utilizadas para o desenvolvimento é mais favorável à
empresa, é relevante analisar tanto as frameworks, como as aplicações desenvolvi-
das.
Para tal definiu-se um conjunto de grandezas a avaliar, que correspondem a questões
definidas na Secção 1.3 do Capítulo 1:
• Q2: Desempenho das aplicações: esta grandeza é de elevada importância,
pois o desempenho das aplicações é essencial para os utilizadores. Quanto
melhor o desempenho, mais contente o utilizador ficará.
• Q3: Custos de desenvolvimento: esta grandeza é importante para a em-
presa, dado que esta irá perceber se os custos de desenvolvimento irão au-
mentar ou diminuir caso ocorra a mudança de framework.
• Q4: Tempo de desenvolvimento: esta grandeza será importante para a
empresa perceber se irá ou não demorar mais a desenvolver as suas aplicações
e se isso afetará os prazos habituais.
3.2.3 Teste de Hipóteses
Um teste de hipóteses é um teste estatístico com o objetivo de tomar uma decisão
entre duas ou mais hipóteses. Neste caso, podemos considerar que µ0 representa
a framework Android e µ1 a framework Xamarin. A hipótese nula 3.1 é a hipótese
que se pretende rejeitar, que significa que as tecnologias são iguais no que se refere
às grandezas a avaliar.
h0 : µ0 = µ1 = 50% (3.1)
h1 : µ0! = µ1 (3.2)
Caso isto não aconteça e haja diferenças entre as tecnologias, hipótese 3.2, será
importante avaliar as duas de maneira a perceber qual das tecnologias é mais favo-
rável à utilização da empresa. Caso se verifique a hipótese 3.3 significa que Android
nativo é melhor no aspeto comparado e, caso se verifique a hipótese 3.4 significa
que Xamarin é melhor no aspeto comparado.
h2 : µ0 > µ1 (3.3)
h3 : µ0 < µ1 (3.4)
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3.2.4 Métricas
Nesta secção irão ser apresentadas as metodologias que irão ser utilizadas no de-
correr avaliação da solução, relativamente às grandezas anteriormente referidas.
Desempenho
Neste contexto, um bom desempenho é essencial nas aplicações e representa a
rapidez de resposta que o utilizador necessita para ter uma interação fluída, bem
como, um arranque rápido da aplicação, baixo uso de memória e bateria. De maneira
a avaliar o desempenho das aplicações será necessário a realização de aplicações com
as mesmas funcionalidades em ambas as frameworks. Após isso será necessário
comparar os tempos de realização de cada funcionalidade, bem como, o tempo
de resposta das aplicações. A utilização de memória e tamanho ocupado pelas
aplicações também serão relevantes para este estudo.
Custos
Para obter os custos de desenvolvimento de cada framework será necessário obter
primeiro os possíveis custos das tecnologias associadas e os custos de colocação de
aplicações nas lojas, neste caso da Google Play Store. Além disto, será necessário
obter o salário dos desenvolvedores de cada framework. Posto isto, é importante
comparar estes valores com o tempo de desenvolvimento de cada aplicação na de-
terminada framework.
Tempo
Com o intuito de avaliar o tempo de desenvolvimento das aplicações em cada fra-
mework será necessário realizar testes de usabilidade. Estes testes de usabilidade
irão indicar aos utilizadores funcionalidades a realizar em cada framework. Assim
será monitorizado o tempo de realização de cada funcionalidade. É necessário ter
em conta que os utilizadores a realizar as funcionalidades nas diferentes frameworks
possuem o mesmo grau de conhecimento.
3.2.5 Teste Estatístico
De forma a testar as hipóteses acima referidas terá de ser usado um teste estatístico.
O teste escolhido foi o t-test. O t-test é um teste paramétrico que permite comparar
as médias de duas amostras diferentes. Este teste permite perceber se existe, ou
não, uma variância considerável entre as duas frameworks em estudo.
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Este teste estatístico pode ser usado, por exemplo, na comparação dos tempos de
resposta das funcionalidades de cada aplicação, de maneira a ajudar no apuramento
de qual aplicação possui o melhor desempenho. Neste caso irão ser usadas amostras
do tempo de 50 cronometragens, em milissegundos, recolhidos na execução dessas
tarefas.
3.3 Sumário
Neste capítulo foi efetuado o estudo do estado da arte, onde foram estudadas e
apresentadas as tecnologias que irão ser utilizadas ao longo do projeto, além das
análise às alternativas às frameworks escolhidas.
Foi abordada a solução e as abordagens existentes. Dado que a solução e abordagem
já se encontravam definidas de início, foi definido como se iria avaliar a solução. Para
tal, foram definidas as grandezas a avaliar, as hipóteses e a metodologia que iria se
usar para essa avaliação. No fim, definiu-se o teste estatístico que irá ser usado




Análise, Design e Desenvolvimento
da Solução
No presente capítulo será apresentado a análise e o design destinado às aplicações
que irão auxiliar a comparação das tecnologias definidas.
Serão focados os requisitos funcionais e não funcionais, bem como a arquitetura e
os padrões que serão usados.
Além disto, serão apresentados excertos de código relevantes de funcionalidades das
aplicações desenvolvidas. Irão ser apresentados excertos de cada uma das aplicações,
sendo estes comparados entre si caso seja pertinente.
Neste capítulo pretende-se responder à questão Q1, na Secção 4.1, e a parte da
questão Q5, na Secção 4.4. Estas questões foram referidas na Secção 1.3 do
Capítulo 1.
4.1 Análise
Nesta secção irão ser detalhadas as funcionalidades escolhidas, bem como os requi-
sitos funcionais e requisitos não funcionais desta aplicação.
4.1.1 Funcionalidades Escolhidas
As funcionalidades escolhidas para as aplicações desenvolvidas no âmbito desta dis-
sertação tiveram em conta estatísticas referentes à Loja oficial da Google, Google
Play Store. Não foi possível obter quais as funcionalidades mais utilizadas pelas apli-
cações no mercado mas, no entanto, através da análise das permissões mais usadas
nas aplicações é possível ter uma ideia e fazer uma associação às funcionalidades
que requerem essas permissões.
Através de um estudo, realizado em 2014 pelo Pew Research Center, a cerca de
1 milhão de aplicações disponíveis do mercado da Google foram retirados os dados
presentes na Figura 4.1, ordenados por percentagem de utilização (Center 2015b).
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Figura 4.1: 10 Permissões Mais Utilizadas (Center 2015a)
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Analisando a Figura 4.1, é possível perceber que mais de metade das aplicações
usam a permissão de acesso a ficheiros, acesso às conexões de rede disponíveis e
acesso completo à rede, sendo o acesso completo à rede a permissão mais utilizada.
Além destas, o acesso a informações do dispositivo, vibração e acesso à localização
encontram-se nas 10 permissões mais utilizadas.
Após esta análise foram escolhidas 7 funcionalidades que tenham em conta estas
estatísticas de permissões mais utilizadas:
• Mapa: o acesso ao mapa permite utilizar a permissão da localização que
normalmente é usada em cerca de 1/4 das aplicações.
• Leitura e Escrita de ficheiros: esta permissão é usada em mais de metade
das aplicações.
• Partilha nas Redes Sociais e Visualização de Vídeos: ambas estas funci-
onalidades necessitam da permissão mais utilizada, neste caso a de acesso à
Internet.
• Uso da câmara e Sensores: estas permissões não se encontram nas mais uti-
lizadas, mas foram consideradas relevantes por usarem hardware do dispositivo
e o acesso ao mesmo ser mais facilitado em aplicações nativas.
Estas funcionalidades permitem responder à questão Q1, aferindo que estas são
as funcionalidades que devem ser testadas para obter uma boa avaliação das fra-
meworks.
4.1.2 Requisitos Funcionais
No início do análise das aplicações, foram definidos os requisitos funcionais das mes-
mas. Estes requisitos foram analisados em forma de funcionalidades e transformados
em Use Cases (UC), como apresentado na Figura 4.2.
Os UC destas aplicações são:
• UC01: Utilizar o mapa para visualizar marcadores ou trajetos.
• UC02: Tirar fotografias.
• UC03: Partilhar as fotografias nas redes sociais.
• UC04: Testar os sensores do telemóvel.
• UC05: Ler ficheiros do telemóvel.
• UC06: Guardar ficheiros no telemóvel.
• UC07: Visualizar vídeos do YouTube incorporados.
Um fator importante na criação destes UCs é o teste de funcionalidades que já
sejam utilizadas nas aplicações da empresa. Além disto, é importante a realização
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Figura 4.2: Diagrama de Casos de Uso
de uma aplicação robusta que teste funcionalidades executando tarefas que exijam
um elevado desempenho por parte do dispositivo.
O primeiro caso de uso é de extrema importância, pois a utilização do mapa, mais
propriamente o Google Maps, é a funcionalidade mais importante das aplicações da
empresa.
Os restantes casos de uso têm o mesmo propósito do primeiro caso de uso, ou seja,
ajudar na comparação das frameworks através do teste do desempenho da aplicação
na execução de tarefas no dispositivo. Algumas das aplicações da empresa possuem
certas funcionalidades semelhantes a estas.
4.1.3 Requisitos Não Funcionais
Quanto aos requisitos não funcionais é importante que a aplicação cumpra os se-
guintes tópicos:
• Tecnologias - as tecnologias envolvidas serão o Android (Java), XML e C#.
• Desempenho - as aplicações têm de possuir um bom desempenho e serem
robustas.
• Segurança - é necessário garantir que as aplicações são segura e que o utili-
zador apenas tenha acesso ao que é pretendido.
• Todos os dispositivos - as aplicações devem poder ser utilizadas em todos os
tipos de dispositivos, neste caso Tablets e Smartphones.
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• Guias de Material Design - as aplicações devem seguir as regras de Material
Design definidas pela Google.
• Multi-plataforma (Xamarin) - a aplicação desenvolvida em Xamarin terá de
ser multi-plataforma.
• API Level 21+ (Android) - esta será a versão mínima do Android que irá
suportar a aplicação.
4.2 Design
Nesta secção irá ser detalhado o design da arquitetura das aplicações a ser desen-
volvidas. Será apresentado o Diagrama de Classes, Diagrama de Implantação e
Diagramas de Sequência para certas funcionalidades.
4.2.1 Diagrama de Classes
A Figura 4.3, Diagrama de Classes, representa a estrutura e a relação entre as
diferentes classes presentes nas aplicações. A AtividadeMenuActivity será o centro
das operações, juntamente com o Adaptador ActionAdapter irão decidir de acordo
com a ação do utilizador qual Atividade abrir.
Figura 4.3: Diagrama de Classes
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4.2.2 Diagrama de Implantação
O utilizador só interage diretamente com o dispositivo que contenha a aplicação. A
aplicação irá permitir ao utilizador a partilha de imagens nas redes sociais como o
Facebook, Twitter e Instagram e será feita a conexão com as APIs fornecidas pelas
redes sociais. O mesmo se aplica à incorporação de vídeos na aplicação. Mas neste
caso a conexão será efetuada com a API do YouTube. Estas conexões são efetuadas
em Hyper Text Transfer Protocol Secure (HTTPS) de maneira a serem conexões
seguras.
A Figura 4.4, Diagrama de Implantação, representa os componentes presentes no
projeto.
Figura 4.4: Diagrama de Implantação
4.2.3 Diagramas de Sequência
Os diagramas de sequência têm como objetivo delinear como cada UC irá funcionar,
enfatizando as diferentes interações entre os objetos.
UC01
Na Figura 4.5 está apresentado o diagrama de sequência do UC01. O processo
começa pela interação do utilizador com o menu com o objetivo de abrir o mapa.
Após isto, a Atividade que contém o menu irá iniciar a Atividade do mapa, atra-
vés do método startActivity(). A Atividade do mapa irá pedir o fragmento do
mapa, MapFragment, com o método getMapAsync(), que por sua vez obtém o
objeto GoogleMap, junto com a callback onMapReady() que irá retornar o mapa
à Atividade assim que ele estiver disponível.
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Quando o mapa estiver disponível será obtida a última localização do utilizador ao
objeto FusedLocationProviderClient, através do método getLastLocation(). Por
fim, será adicionado ao mapa o marcador em Sidney e o mapa será animado para
essa localização.
Figura 4.5: Diagrama de Sequência do UC01
UC04
Na Figura 4.6 está apresentado o diagrama de sequência do UC04. O processo
começa pela interação do utilizador com o menu com o objetivo de testar os sensores.
Após a entrada na Atividade dos sensores, é obtido o SensorManager através do
método getSystemService(SENSOR_SERVICE). São registados os Listeners dos
sensores acelerómetro e campo magnético, com o método registerListener(). A
cada 3ms verificar-se-à se existe alterações nos valores dos sensores e será chamada
a callback onSensorChanged().
A callback irá trazer um evento que será usado no método getAccelerometer().
Este método irá verificar se o dispositivo foi agitado ou não. Usando os valores ob-
tidos por ambos os sensores, será invocado o método updateOrientationAngles()
que irá obter o ângulo de rotação e atualizar a imagem da bússola de maneira a
indicar o Norte.
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Figura 4.6: Diagrama de Sequência do UC04
UC06
Na Figura 4.7 está representado o diagrama de sequência do UC06. O processo
começa pela interação do utilizador com o menu com o objetivo de guardar texto
em ficheiro. Dentro da Atividade após o utilizador gravar o texto que escreveu
será executado o método saveFile(text). Dentro desse método será criado o File.
Através do método new File(path + name) irá se verificar se o ficheiro nesse
caminho e nome existe e, caso não exista, será criado.
Após o ficheiro ser criado, será criada uma stream, FileOutputStream, que irá
gravar o texto no ficheiro através do método write(text). Quando o ficheiro estiver
escrito, a stream é fechada.
Figura 4.7: Diagrama de Sequência do UC06
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UC07
Na Figura 4.8 está representado o diagrama de sequência do UC07. O processo
começa pela interação do utilizador com o menu com o objetivo de visualizar um
vídeo do YouTube. Após entrar na Atividade será inicializada o YouTubePlayer
junto com a callback onInitializationSuccess(). Quando o player for inicializado
com sucesso, a callback irá ser chamada e permitirá carregar um vídeo com o método
loadVideo(videoCode).
Figura 4.8: Diagrama de Sequência do UC07
4.3 Interface
Nesta secção irá ser apresentado o fluxograma da aplicação, bem como o design
das interfaces das funcionalidades escolhidas.
4.3.1 Fluxograma
Antes de começar a desenvolver as aplicações, decidiu-se a maneira como a aplicação
iria ser apresentada ao utilizador. As funcionalidades, anteriormente representadas
como UCs, serão acedidas todas através de um menu principal e cada uma delas terá
a opção de voltar a esse menu. Ilustrou-se isto num diagrama de fluxo, representado
na Figura 4.9.
4.3.2 Desenho da Interface
O desenho da interface foi realizado tendo em conta as funcionalidades anterior-
mente referidas e as guidelines usadas pela Google na construção das suas aplica-
ções, mais propriamente o Material Design. Foram desenhados diversos esboços,
um para cada funcionalidade, para ter em conta aquando do desenvolvimento das
interfaces da aplicação.
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Figura 4.9: Diagrama de Fluxo
Tal como referido anteriormente, irá existir um menu principal, apresentado na Fi-
gura 4.10, que dará acesso a todas as funcionalidades da aplicação. Foi desenhado
um menu simples, com botões para cada funcionalidade.
Em relação às interfaces das funcionalidades, todas permitem ao utilizador voltar ao
menu principal de maneira a poder testar outras funcionalidades.
Os esboços das páginas do mapa, apresentado na Figura 4.11, e visualização de
vídeos do YouTube, apresentado na Figura 4.12, são simples e apresentam apenas
o mapa e o vídeo, ocupando maior parte do ecrã.
Os esboços das páginas de captura e partilha de imagens, apresentados na Fi-
gura 4.13 e Figura 4.14 respetivamente, serão semelhantes, mas a de captura irá
permitir ao utilizador usar a câmara do telemóvel através do botão no fundo do ecrã,
enquanto que a partilha de imagens irá permitir ao utilizador escolher uma imagem
para partilhar aquando da entrada na página e usar o botão no fundo do ecrã para
permitir a partilha da fotografia nas redes sociais.
O esboço da página dos sensores, apresentado na Figura 4.15, mostrará uma men-
sagem quando o utilizador abanar o telemóvel e possuirá uma bússola que mostrará
o Norte de acordo com a rotação do telemóvel.
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Figura 4.10: Esboço do
Menu Principal
Figura 4.11: Esboço da
Página do Mapa
Figura 4.12: Esboço da
Página de Visualização
de Vídeos
Figura 4.13: Esboço da
Página de Tirar Foto-
grafias
50 Capítulo 4. Análise, Design e Desenvolvimento da Solução
Figura 4.14: Esboço da
Página de Partilha de
Fotografias
Figura 4.15: Esboço da
Página de Teste de Sen-
sores
Os esboços das páginas de escrever e ler texto, apresentados na Figura 4.16 e
Figura 4.17, em ficheiros serão semelhantes, mas uma irá permitir guardar o texto
escrito através de um botão no topo do ecrã e a outra apenas a leitura do texto
anteriormente escrito.
Figura 4.16: Esboço da
Página de Leitura de
Texto
Figura 4.17: Esboço da




Nesta secção serão apresentados excertos de código relevantes de funcionalidades
das aplicações desenvolvidas. Irão ser apresentados excertos de cada uma das apli-
cações, sendo estes comparados entre si caso seja pertinente.
4.4.1 Mapa e Localização
Aquando do planeamento da funcionalidade UC01 decidiu-se utilizar o mapa da Goo-
gle, Google Maps. Era esperado que a codificação desta funcionalidade em Xamarin
fosse de uma dificuldade mais elevada, dado não se estar a trabalhar nativamente,
que é o caso de Android nativo.
De seguida, serão apresentados os excertos de código necessários em cada uma das
frameworks.
Xamarin
1 MapFragment mapFrag = (MapFragment ) FragmentManager . F indFragmentBy Id
( Resou rce . I d .myMap) ;
2 mapFrag . GetMapAsync ( t h i s ) ;
Código 4.1: Instanciação do Mapa - Xamarin
No início, apresentado Excerto 4.1, obtém-se o MapFragment, na Linha 1, onde
o mapa irá ser contido e após isso obtém-se o mapa assincronamente, na Linha
2. Quando o mapa estiver disponível irá ser invocado o método OnMapReady(),
disponível no Excerto 4.2, e aí poder-se-á obter a localização bem como adicionar
marcadores ao mapa. Neste caso invocou-se o método apresentado no Excerto 4.3,
na Linha 4, criou-se uma variável, sydney, com a latitude e longitude de Sidney, na
Linha 5, e adicionou-se um marcador nessa posição na Linha 6.
1 p u b l i c v o i d OnMapReady ( GoogleMap googleMap )
2 {
3 mMap = googleMap ;
4 upda t eLo c a t i o nU I ( ) ;
5 LatLng sydney = new LatLng (−34 , 151) ;
6 mMap . AddMarker ( new Marke rOpt ions ( ) . S e t P o s i t i o n ( s ydney ) . S e t T i t l e ( "
Marker i n Sydney " ) ) ;
7 }
Código 4.2: Callback OnMapReady - Xamarin
A função com o intuito de obter a localização é relativamente simples, como apre-
sentado no Excerto 4.3, sendo apenas necessário ativar a localização, na Linha 4,
e mostrar o botão que permita obter a localização atual do utilizador, na Linha 5.
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Isto só será possível fazer se o utilizador der a permissão de acesso à localização,
que é verificado nas linhas 2 e 3.
1 p r i v a t e v o i d u pda t eLo c a t i o nU I ( ) {
2 con s t s t r i n g p e rm i s s i o n = Man i f e s t . P e rm i s s i o n . A c c e s s F i n e L o c a t i o n ;
3 i f ( C h e c k S e l f P e rm i s s i o n ( p e rm i s s i o n ) == ( i n t ) P e rm i s s i o n . Granted ) {
4 mMap . MyLocat ionEnab l ed = t r u e ;
5 mMap . U i S e t t i n g s . MyLocat ionBut tonEnab l ed = t r u e ;
6 }
7 }
Código 4.3: Obter localização - Xamarin
Android
Em relação ao Android, no Excerto 4.4, obtém-se o SupportMapFragment, na Linha
1, onde o mapa irá ser contido e após isso obtém-se o mapa assincronamente, na Li-
nha 2. Quando o mapa estiver disponível irá ser invocado o método onMapReady(),
disponível no Excerto 4.5.
1 SupportMapFragment mapFragment = ( SupportMapFragment )
getSuppor tFragmentManager ( ) . f i n dF r agmen tBy I d (R . i d . map) ;
2 mapFragment . getMapAsync ( t h i s ) ;
Código 4.4: Instanciação do Mapa - Android
No Excerto 4.5, são invocados os métodos updateLocationUI() e getDeviceLo-
cation(), apresentados no Excerto 4.6, nas Linhas 4 e 5. Criou-se uma variável,
sydney, com a latitude e longitude de Sidney, na Linha 6, e adicionou-se um mar-
cador nessa posição na Linha 7.
1 @Ove r r i d e
2 p u b l i c v o i d onMapReady ( GoogleMap googleMap ) {
3 mMap = googleMap ;
4 upda t eLo c a t i o nU I ( ) ;
5 g e tDe v i c e L o c a t i o n ( ) ;
6 LatLng s ydney = new LatLng (−34 , 151) ;
7 mMap . addMarker ( new Marke rOpt ions ( ) . p o s i t i o n ( s ydney ) . t i t l e ( "Marker
i n Sydney " ) ) ;
8 }
Código 4.5: Callback onMapReady - Android
No Excerto 4.6 estão presentes os métodos necessários para obter a localização do
utilizador.
O método updateLocationUI() começa por verificar se a instância do mapa existe,
na Linha 2. Depois na Linha 5 verifica se as permissões foram autorizadas e, caso
4.4. Desenvolvimento 53
tenham sido, ativa a localização, na Linha 6, e mostra o botão que permita obter a
localização atual do utilizador, na Linha 7. Caso não seja dado a permissão, esta é
pedida de novo na Linha 12.
O método getDeviceLocation() é responsável por obter a ultima localização pos-
sível do utilizador através da Task apresentada na Linha 21. Na Linha 25 verifica-se
se a Task foi bem sucedida e, caso tenha sido, na Linha 26 atribui-se à variável glo-
bal mLastKnownLocation a localização do utilizador. Após possuir a localização é
responsável por mover o mapa para a posição atual do utilizador, na Linha 28.
1 p r i v a t e v o i d u pda t eLo c a t i o nU I ( ) {
2 i f (mMap == n u l l )
3 r e t u r n ;
4 t r y {
5 i f ( mLoca t i o nPe rm i s s i o nG r an t ed ) {
6 mMap . s e tMyLoca t i onEnab l e d ( t r u e ) ;
7 mMap . g e t U i S e t t i n g s ( ) . s e tMyLoca t i onBut tonEnab l ed ( t r u e ) ;
8 } e l s e {
9 mMap . s e tMyLoca t i onEnab l e d ( f a l s e ) ;
10 mMap . g e t U i S e t t i n g s ( ) . s e tMyLoca t i onBut tonEnab l ed ( f a l s e ) ;
11 mLastKnownLocat ion = n u l l ;
12 g e t L o c a t i o nP e rm i s s i o n ( ) ;
13 }
14 } ca t ch ( S e c u r i t y E x c e p t i o n e ) {
15 Log . e ( " Ex c e p t i o n : %s " , e . getMessage ( ) ) ;
16 }
17 }
18 p r i v a t e v o i d g e tDe v i c e L o c a t i o n ( ) {
19 t r y {
20 i f ( mLoca t i o nPe rm i s s i o nG r an t ed ) {
21 Task l o c a t i o n R e s u l t = mFu s e dL o c a t i o nP r o v i d e rC l i e n t .
g e t L a s t L o c a t i o n ( ) ;
22 l o c a t i o n R e s u l t . addOnComp l e t eL i s t ene r ( t h i s , new
OnComp l e t eL i s t ene r ( ) {
23 @Ove r r i d e
24 p u b l i c v o i d onComplete ( @NonNul l Task t a s k ) {
25 i f ( t a s k . i s S u c c e s s f u l ( ) ) {
26 mLastKnownLocat ion = ( Lo c a t i o n ) t a s k . g e t R e s u l t ( ) ;
27 i f ( mLastKnownLocat ion != n u l l ) {
28 mMap . moveCamera ( CameraUpdateFactory . newLatLngZoom ( new
LatLng ( mLastKnownLocat ion . g e t L a t i t u d e ( ) , mLastKnownLocat ion .





33 } ca t ch ( S e c u r i t y E x c e p t i o n e ) {
34 Log . e ( " Ex c e p t i o n : %s " , e . getMessage ( ) ) ;
35 }
36 }
Código 4.6: Obter localização - Android
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Conclusão
No caso específico do UC01, pode-se verificar que as linhas de código são menores
na aplicação realizada na framework Xamarin, sendo necessário um método extra
para obter a localização em Android.
4.4.2 Câmara
De seguida, serão apresentados os excertos de código necessários para a funciona-
lidade UC02 em cada uma das frameworks.
Xamarin
O Excerto 4.7 representa a ação efetuada no clique do botão para tirar foto. O
método createImageFile(), invocado na Linha 2, cria um ficheiro do formato .jpg
numa pasta denominada "AppTeseXamarin" na raíz do armazenamento. Após isto
é criado um Intent intent, na Linha 6, para a Atividade da Câmara que leva como
um dos parâmetros o caminho para o ficheiro criado, introduzido na Linha 7. É
iniciado a Atividade à espera de um resultado, na Linha 9. Quando esse resultado
existir será invocado o método exemplificado no Excerto 4.8.
1 t a k e P i c t u r e . C l i c k += d e l e g a t e {
2 F i l e f i l e = c r e a t e Im a g e F i l e ( ) ;
3
4 pho toU r i = F i l e P r o v i d e r . G e t U r i F o r F i l e ( A p p l i c a t i o n . Context ,
A p p l i c a t i o n . Contex t . PackageName + " . p r o v i d e r " , f i l e ) ;
5
6 I n t e n t i n t e n t = new I n t e n t ( Med iaSto re . Ac t i on ImageCap tu r e ) ;
7 i n t e n t . PutEx t ra ( Med iaSto re . Ext raOutput , p ho t oU r i ) ;
8 i n t e n t . PutEx t ra ( " r e t u r n−data " , t r u e ) ;
9 S t a r t A c t i v i t y F o r R e s u l t ( i n t e n t , REQUEST_IMAGE_CAPTURE) ;
10 } ;
Código 4.7: Ação do botão Tirar Fotografia - Xamarin
O método representado no Excerto 4.8 é invocado após o utilizador tirar a fotogra-
fia. É usado o método GetBitmap(), na Linha 9, que através do caminho para o
ficheiro cria um Bitmap mBitmap, que representa um conjunto de pixeis que pos-
suem informação de cores, criando uma imagem. Após isto é invocado o método
rotateImageIfRequired(), na Linha 11, que verifica a orientação da imagem e a
roda, caso seja necessário. O Bitmap resultante é colocado numa view, na Linha
12, de maneira que o utilizador a consiga visualizar. Por fim, a imagem é adicionada
à galeria do dispositivo invocando o método galleryAddPic() na Linha 13.
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1 p r o t e c t e d o v e r r i d e v o i d OnA c t i v i t y R e s u l t ( i n t r eques tCode , [
GeneratedEnum ] R e s u l t r e s u l tCod e , I n t e n t data )
2 {
3 base . O nA c t i v i t y R e s u l t ( r eques tCode , r e s u l tCod e , da ta ) ;
4 i f ( r eque s tCode == REQUEST_IMAGE_CAPTURE && r e s u l t C o d e == Re s u l t .
Ok)
5 {
6 Bi tmapFacto ry . Opt i on s o p t i o n s = new B i tmapFacto ry . Opt i on s ( ) ;
7
8 Bitmap mBitmap = n u l l ;
9 mBitmap = Med iaSto re . Images . Media . GetBitmap ( t h i s .
Con t en tRe so l v e r , p ho t oU r i ) ;
10
11 mBitmap = U t i l i t y . U t i l i t y . r o t a t e Im a g e I f R e q u i r e d (mBitmap ,
mCurrentPhotoPath ) ;
12 photo . Set ImageBitmap (mBitmap ) ;
13 g a l l e r y A d dP i c ( ) ;
14 }
15 }
Código 4.8: Resultado da Atividade da Câmara - Xamarin
Android
Na framework Android, a ação do clique no botão invoca o método takePicture()
apresentado no Excerto 4.9. Na Linha 2 é criado um Intent takePictureIntent pra
Atividade da Câmara. Na Linha 6 é invocado o método createImageFile() que cria
um ficheiro do formato .jpg numa pasta denominada "AppTeseAndroid" na raíz
do armazenamento. Verifica-se se o ficheiro criado existe na Linha 12 e, caso exista,
é adicionado ao Intent o caminho para o ficheiro criado, na Linha 16, e inicia-se a
atividade à espera de um resultado, na Linha 18. Quando esse resultado existir será
invocado o método exemplificado no Excerto 4.10.
1 p r i v a t e v o i d t a k e P i c t u r e ( ) {
2 I n t e n t t a k e P i c t u r e I n t e n t = new I n t e n t ( Med iaSto re .
ACTION_IMAGE_CAPTURE) ;
3 i f ( t a k e P i c t u r e I n t e n t . r e s o l v e A c t i v i t y ( getPackageManager ( ) ) !=
n u l l ) {
4 F i l e p h o t o F i l e = n u l l ;
5 t r y {
6 p h o t o F i l e = c r e a t e Im a g e F i l e ( ) ;
7 } ca t ch ( IOExcep t i on ex ) {
8 ex . p r i n t S t a c kT r a c e ( ) ;
9 }
10
11 // Cont i nue o n l y i f t he F i l e was s u c c e s s f u l l y c r e a t e d
12 i f ( p h o t o F i l e != n u l l ) {
13 photoURI = F i l e P r o v i d e r . g e t U r i F o r F i l e ( t h i s ,
14 Bu i l d C o n f i g . APPLICATION_ID + " . p r o v i d e r " ,
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15 p h o t o F i l e ) ;
16 t a k e P i c t u r e I n t e n t . p u tE x t r a ( Med iaSto re .EXTRA_OUTPUT, photoURI )
;
17 t a k e P i c t u r e I n t e n t . p u tE x t r a ( " r e t u r n−data " , t r u e ) ;





Código 4.9: Ação do botão Tirar Fotografia - Android
O método, apresentado no Excerto 4.10, é invocado após o utilizador tirar a foto-
grafia. É criada uma InputStream input, na Linha 8, com o caminho para o ficheiro
criado. Esta variável é enviada como parâmetro para o método decodeStream()
que a descodifica e retorna um Bitmap, que é associado à variável imageBitmap. O
Bitmap resultante é colocado numa view, na Linha 11, de maneira que o utilizador a
consiga visualizar. Por fim, a imagem é adicionada à galeria do dispositivo invocando
o método galleryAddPic() na Linha 12.
1 @Ove r r i d e
2 p r o t e c t e d v o i d o n A c t i v i t y R e s u l t ( i n t r eques tCode , i n t r e s u l tCod e ,
I n t e n t data ) {
3 i f ( r eque s tCode == REQUEST_IMAGE_CAPTURE && r e s u l t C o d e ==
RESULT_OK) {
4 t r y {
5
6 Bi tmapFacto ry . Opt i on s o p t i o n s = new B i tmapFacto ry . Opt i on s ( ) ;
7
8 I n pu tS t r eam i n p u t = g e tCon t e n tR e s o l v e r ( ) . open Inpu tS t r eam (
photoURI ) ;
9 Bitmap imageBitmap = B i tmapFacto ry . decodeStream ( i npu t , n u l l ,
o p t i o n s ) ;
10
11 photo . se t ImageB i tmap ( imageBitmap ) ;
12 g a l l e r y A d dP i c ( ) ;
13 } ca t ch ( F i l eNo tFoundEx c ep t i o n e ) {




Código 4.10: Resultado da Atividade da Câmara - Android
Conclusão
No caso específico do UC02, pode-se verificar que as linhas de código são menores
na aplicação realizada na framework Xamarin, sendo que em Android são necessárias
certas verificações extra obrigatórias.
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4.4.3 Sensores
De seguida, serão apresentados os excertos de código necessários para a funciona-
lidade UC04 em cada uma das frameworks.
Xamarin
Na Callback de criação da Atividade, OnCreate(), é instanciada na Linha 1 uma
variável global, sensorManager, do gestor de sensores, SensorManager, apresentado
no Excerto 4.11. É também guardado numa variável global, lastUpdate na Linha
2, o atual tempo em milissegundos, que irá ser usado posteriormente.
1 senso rManage r = ( SensorManager ) Ge tSy s t emSe r v i c e ( S e n s o r S e r v i c e ) ;
2 l a s tU p d a t e = Java . Lang . JavaSystem . C u r r e n tT im eM i l l i s ( ) ;
Código 4.11: Instanciação do SensorManager - Xamarin
Na Callback OnResume(), apresentada no Excerto 4.12, são registados os Listeners
dos sensores necessários. Neste caso serão utilizados os sensores do acelerómetro,
Linha 3, e campo magnético, Linha 4, com o objetivo de poder testar se o dispositivo
é agitado e de criar uma bússola. Os Listeners irão chamar o método OnSensor-
Changed() sempre que existir um evento num sensor. Isto irá permitir obter os
valores dos sensores.
Na Callback OnPause(), apresentado no Excerto 4.12, são retirados os Listeners
na Linha 9. Isto irá ser necessário para sempre que o utilizador entre na Atividade,
registe os Listeners e sempre que o utilizador saia retire os mesmos.
1 p r o t e c t e d o v e r r i d e v o i d OnResume ( ) {
2 base . OnResume ( ) ;
3 senso rManage r . R e g i s t e r L i s t e n e r ( t h i s , s enso rManage r .
G e tDe f a u l t S e n s o r ( SensorType . Ac c e l e r ome t e r ) , S en so rDe l a y . Normal ) ;
4 senso rManage r . R e g i s t e r L i s t e n e r ( t h i s , s enso rManage r .
G e tDe f a u l t S e n s o r ( SensorType . Magn e t i c F i e l d ) , S en so rDe l a y . Normal ) ;
5 }
6
7 p r o t e c t e d o v e r r i d e v o i d OnPause ( ) {
8 base . OnPause ( ) ;
9 senso rManage r . U n r e g i s t e r L i s t e n e r ( t h i s ) ;
10 }
Código 4.12: Callbacks onResume e onPause - Xamarin
No método OnSensorChanged(), apresentado no Excerto 4.13, são copiados os
valores dos sensores para dois arrays distintos, um para cada sensor nas Linhas 7 e
11, para usar no cálculo da rotação da bússola. Caso o evento disparado seja no
acelerómetro, verificado na Linha 3, irá ser calculada a aceleração do dispositivo no
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método getAccelerometer(), invocado na Linha 5 e apresentado no Excerto 4.14.
Sempre que for disparado um evento o ângulo da bússola será atualizado de acordo
com os valores dos dois sensores. O ângulo de rotação é calculado no método
updateOrientationAngles(), invocado na Linha 13 e apresentado no Excerto 4.15.
1 p u b l i c v o i d OnSensorChanged ( Sen so rEven t s e n s o rE v e n t )
2 {
3 i f ( s e n s o rE v e n t . Senso r . Type == SensorType . Ac c e l e r ome t e r )
4 {
5 g e tA c c e l e r ome t e r ( s e n s o rE v e n t ) ;
6
7 s e n s o rE v e n t . Va l u e s . CopyTo ( mAcce l e romete rRead ing , 0) ;
8 }
9 e l s e i f ( s e n s o rE v e n t . Sen so r . Type == SensorType . Magn e t i c F i e l d )
10 {
11 s e n s o rE v e n t . Va l u e s . CopyTo ( mMagnetometerReading , 0) ;
12 }
13 u p d a t eO r i e n t a t i o nA n g l e s ( ) ;
14 }
Código 4.13: Método onSensorChanged - Xamarin
O método getAccelerometer(), apresentado no Excerto 4.14, calcula na Linha 9
a raíz quadrada da aceleração e guarda o valor na variável accelationSquareRoot.
Verifica se esse valor é maior ou igual que 2, na Linha 11, e verifica se o tempo atual
menos o valor da variável global lastUpdate é menor que 200, na Linha 12. Se for,
sai do método. Caso não seja, é apresentada uma mensagem ao utilizador a dizer
que o dispositivo foi agitado, na Linha 16.
1 p r i v a t e v o i d g e tA c c e l e r ome t e r ( Sen so rEven t s e n s o rE v e n t )
2 {
3 I L i s t < f l o a t > v a l u e s = s e n s o rE v e n t . Va l u e s ;
4 // Movement
5 f l o a t x = v a l u e s [ 0 ] ;
6 f l o a t y = v a l u e s [ 1 ] ;
7 f l o a t z = v a l u e s [ 2 ] ;
8
9 f l o a t a c c e l a t i o n S q u a r eRoo t = ( x ∗ x + y ∗ y + z ∗ z ) / (
SensorManager . G r a v i t y E a r t h ∗ SensorManager . G r a v i t y E a r t h ) ;
10 l o n g ac tua lT ime = s e n s o rE v e n t . Timestamp ;
11 i f ( a c c e l a t i o n S q u a r eRoo t >= 2) {
12 i f ( a c tua lT ime − l a s tU p d a t e < 200) {
13 r e t u r n ;
14 }
15 l a s tU p d a t e = ac tua lT ime ;
16 shakeMessage . V i s i b i l i t y = V i ewSta t e s . V i s i b l e ;
17 }
18 }
Código 4.14: Método getAccelerometer - Xamarin
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De acordo com o ângulo calculado na Linha 3, será criada uma animação RotateA-
nimation com esse ângulo, denominada rotateAnimation, na Linha 4 e a imagem
da bússola será animada na Linha 11 com essa animação.
1 p r i v a t e v o i d u p d a t eO r i e n t a t i o nA n g l e s ( ) {
2 i f ( SensorManager . Ge tRo t a t i o nMa t r i x ( mRotat ionMat r i x , n u l l ,
mAcce l e romete rRead ing , mMagnetometerReading ) ) {
3 f l o a t d eg r e e = ( f l o a t ) ( Java . Lang . Math . ToDegrees ( SensorManager .
G e tO r i e n t a t i o n ( mRotat ionMat r i x , mOr i e n t a t i o nAng l e s ) [ 0 ] ) + 360) %
360 ;
4 Rota t eAn imat i on r o t a t eAn ima t i o n = new Rota t eAn imat i on (
5 cu r r e n tDeg r e e ,
6 −degree ,
7 Dimens ion . R e l a t i v eToS e l f , 0 . 5 f ,
8 Dimens ion . R e l a t i v eToS e l f , 0 . 5 f ) ;
9 r o t a t eAn ima t i o n . Du r a t i o n = 210 ;
10 r o t a t eAn ima t i o n . F i l l A f t e r = t r u e ;
11 compassView . S t a r tAn ima t i o n ( r o t a t eAn ima t i o n ) ;
12 c u r r e n tDeg r e e = −deg r e e ;
13 }
14 }
Código 4.15: Método updateOrientationAngles - Xamarin
Android
No caso do UC04 o código em Android, apresentado no Excerto 4.16, na Callback
de criação da Atividade, onCreate(), é instanciada na Linha 1 uma variável global,
sensorManager, do gestor de sensores, SensorManager. É também guardado numa
variável global, lastUpdate na Linha 2, o atual tempo em milissegundos, que irá ser
usado posteriormente.
1 senso rManage r = ( SensorManager ) g e t S y s t emSe r v i c e (SENSOR_SERVICE) ;
2 l a s tU p d a t e = System . c u r r e n t T im eM i l l i s ( ) ;
Código 4.16: Instanciação do SensorManager - Android
Na Callback onResume(), apresentada no Excerto 4.17, são registados os Listeners
dos sensores necessários. Neste caso serão utilizados os sensores do acelerómetro,
Linha 4, e campo magnético, Linha 5, com o objetivo de poder testar se o dispositivo
é agitado e de criar uma bússola. Os Listeners irão chamar o método onSensor-
Changed() sempre que existir um evento num sensor. Isto irá permitir obter os
valores dos sensores.
Na Callback onPause(), apresentado no Excerto 4.17, são retirados os Listeners na
Linha 11. Isto irá ser necessário para, sempre que o utilizador entre na Atividade,
registar os Listeners, e sempre que o utilizador saia retirar os mesmos.
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1 @Ove r r i d e
2 p r o t e c t e d v o i d onResume ( ) {
3 s u p e r . onResume ( ) ;
4 senso rManage r . r e g i s t e r L i s t e n e r ( t h i s , s enso rManage r .
g e tD e f a u l t S e n s o r ( Senso r .TYPE_ACCELEROMETER) , SensorManager .
SENSOR_DELAY_NORMAL) ;
5 senso rManage r . r e g i s t e r L i s t e n e r ( t h i s , s enso rManage r .




8 @Ove r r i d e
9 p r o t e c t e d v o i d onPause ( ) {
10 s u p e r . onPause ( ) ;
11 senso rManage r . u n r e g i s t e r L i s t e n e r ( t h i s ) ;
12 }
Código 4.17: Callbacks onResume e onPause - Android
No método onSensorChanged(), apresentado no Excerto 4.18, são copiados os
valores dos sensores para dois arrays distintos, um para cada sensor nas Linhas 5
e 7, para usar no cálculo da rotação da bússola. Caso o evento disparado seja no
acelerómetro, verificado na Linha 3, irá ser calculada a aceleração do dispositivo no
método getAccelerometer(), invocado na Linha 4 e apresentado no Excerto 4.19.
Sempre que for disparado um evento o ângulo da bússola será atualizado de acordo
com os valores dos dois sensores. O ângulo de rotação é calculado no método
updateOrientationAngles(), invocado na Linha 9 e apresentado no Excerto 4.20.
1 @Ove r r i d e
2 p u b l i c v o i d onSensorChanged ( Sen so rEven t s e n s o rE v e n t ) {
3 i f ( s e n s o rE v e n t . s e n s o r . getType ( ) == Senso r .TYPE_ACCELEROMETER) {
4 g e tA c c e l e r ome t e r ( s e n s o rE v e n t ) ;
5 System . a r r a y c o p y ( s e n s o rE v e n t . v a l u e s , 0 , mAcce l e romete rRead ing ,
0 , mAcce l e romete rRead i ng . l e n g t h ) ;
6 } e l s e i f ( s e n s o rE v e n t . s e n s o r . getType ( ) == Senso r .
TYPE_MAGNETIC_FIELD) {
7 System . a r r a y c o p y ( s e n s o rE v e n t . v a l u e s , 0 , mMagnetometerReading ,
0 , mMagnetometerReading . l e n g t h ) ;
8 }
9 u p d a t eO r i e n t a t i o nA n g l e s ( ) ;
10 }
Código 4.18: Método onSensorChanged - Android
O método getAccelerometer(), apresentado no Excerto 4.19, calcula na Linha 8
a raíz quadrada da aceleração e guarda o valor na variável accelationSquareRoot.
Verifica se esse valor é maior ou igual que 2, na Linha 10, e verifica se o tempo atual
menos o valor da variável global lastUpdate é menor que 200, na Linha 11. Se for,
sai do método. Caso não seja, é apresentada uma mensagem ao utilizador a dizer
que o dispositivo foi agitado, na Linha 15.
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1 p r i v a t e v o i d g e tA c c e l e r ome t e r ( Sen so rEven t e v en t ) {
2 f l o a t [ ] v a l u e s = e v en t . v a l u e s ;
3 // Movement
4 f l o a t x = v a l u e s [ 0 ] ;
5 f l o a t y = v a l u e s [ 1 ] ;
6 f l o a t z = v a l u e s [ 2 ] ;
7
8 f l o a t a c c e l a t i o n S q u a r eRoo t = ( x ∗ x + y ∗ y + z ∗ z ) / (
SensorManager .GRAVITY_EARTH ∗ SensorManager .GRAVITY_EARTH) ;
9 l o n g ac tua lT ime = ev en t . t imestamp ;
10 i f ( a c c e l a t i o n S q u a r eRoo t >= 2) {
11 i f ( a c tua lT ime − l a s tU p d a t e < 200) {
12 r e t u r n ;
13 }
14 l a s tU p d a t e = ac tua lT ime ;
15 shakeMessage . s e t V i s i b i l i t y ( View . VISIBLE ) ;
16 }
17 }
Código 4.19: Método getAccelerometer - Android
No método updateOrientationAngles(), apresentado no Excerto 4.20, acordo com
o ângulo calculado na Linha 3, será criada uma animação RotateAnimation com
esse ângulo, denominada rotateAnimation, na Linha 4 e a imagem da bússola será
animada na Linha 11 com essa animação.
1 p u b l i c v o i d u p d a t eO r i e n t a t i o nA n g l e s ( ) {
2 i f ( SensorManager . g e tRo t a t i o nMa t r i x ( mRotat ionMat r i x , n u l l ,
mAcce l e romete rRead ing , mMagnetometerReading ) ) {
3 f l o a t d eg r e e = ( f l o a t ) (Math . toDeg ree s ( SensorManager .
g e tO r i e n t a t i o n ( mRotat ionMat r i x , mOr i e n t a t i o nAng l e s ) [ 0 ] ) + 360) %
360 ;
4 Rota t eAn imat i on r o t a t eAn ima t i o n = new Rota t eAn imat i on (
5 cu r r e n tDeg r e e ,
6 −degree ,
7 An imat i on .RELATIVE_TO_SELF , 0 .5 f ,
8 An imat i on .RELATIVE_TO_SELF , 0 .5 f ) ;
9 r o t a t eAn ima t i o n . s e tDu r a t i o n (210) ;
10 r o t a t eAn ima t i o n . s e t F i l l A f t e r ( t r u e ) ;
11 compassView . s t a r t A n im a t i o n ( r o t a t eAn ima t i o n ) ;
12 c u r r e n tDeg r e e = − deg r e e ;
13 }
14 }
Código 4.20: Método updateOrientationAngles - Android
Conclusão
No caso específico do UC04, pode-se verificar que as linhas de código são idênticas
em ambas as aplicações e, como tal, não se pode tirar uma conclusão sobre qual
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das duas necessita de mais ou menos código.
4.4.4 Guardar e Ler Ficheiros
De seguida, serão apresentados os excertos de código necessários para a funciona-
lidade UC05 e UC06 em cada uma das frameworks.
Xamarin
O Excerto 4.21, apresenta o método de guardar texto num ficheiro. Começa-se por
obter o texto que o utilizador introduziu no campo de texto, na Linha 2. A seguir
obtém-se o caminho da raíz do armazenamento do telemóvel, na Linha 4. Verifica-
se na Linha 7 se a pasta "AppTeseXamarin" existe e, caso não exista, esta é criada
na Linha 8. O mesmo é realizado aquando da criação do ficheiro de texto text.txt,
nas Linhas 11 e 12. Após o ficheiro estar criado ou lido, o texto do utilizador é
então gravado no ficheiro na Linha 15, usando a stream FileOutputStream, ou seja,
através de um fluxo de dados.
1 p r i v a t e v o i d S a v e F i l e ( ) {
2 S t r i n g t e x t = t e x t I n p u t . Text . ToSt r i ng ( ) ;
3 t r y {
4 S t r i n g roo tPa th = And ro i d .OS . Env i ronment .
E x t e r n a l S t o r a g eD i r e c t o r y . Ab so l u t ePa th ;
5
6 v a r d i r = new F i l e ( And ro i d .OS . Env i ronment .
E x t e r n a l S t o r a g eD i r e c t o r y . Abso lu tePath , "AppTeseXamarin " ) ;
7 i f ( ! d i r . E x i s t s ( ) ) {
8 d i r . Mkd i r s ( ) ;
9 }
10 v a r f i l e = new F i l e ( d i r + "/ t e x t . t x t " ) ;
11 i f ( ! f i l e . E x i s t s ( ) ) {
12 f i l e . C r e a t eNewF i l e ( ) ;
13 }
14 F i l eOu tpu tS t r e am f i l eOu t p u t S t r e am = new F i l eOu tpu tS t r e am ( f i l e ,
t r u e ) ;
15 f i l eOu t p u t S t r e am . Wr i t e ( Encod ing . ASCI I . GetBytes ( t e x t + Java . Lang
. JavaSystem . Ge tP rope r t y ( " l i n e . s e p a r a t o r " ) ) ) ;
16 }
17 ca t ch ( F i l eNo tFoundEx c ep t i o n ex ) {
18 ex . P r i n t S t a c kT r a c e ( ) ;
19 }
20 ca t ch ( IOExcep t i on ex ) {
21 ex . P r i n t S t a c kT r a c e ( ) ;
22 }
23 }
Código 4.21: Guarda Texto em Ficheiro - Xamarin
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O Excerto 4.22, apresenta o método de ler texto a partir do ficheiro anteriormente
gravado. Os primeiros passos são semelhantes. Obtém-se o caminho da raíz do
dispositivo na Linha 5 e verifica-se se o ficheiro anteriormente criado existe na Linha
7. Caso exista é usada uma FileStream fileInputStream e um InputStreamReader
inputStreamReader para ir lendo as linhas enquanto existam, no ciclo representado
na Linha 14. Enquanto existirem linhas no ficheiro estas são adicionadas, na Linha
15, a uma variável de texto, String, denominada line. No final o texto lido é
apresentado ao utilizador adicionando-o ao campo de texto, na Linha 22.
1 p r i v a t e v o i d ReadTextFromFi l e ( )
2 {
3 S t r i n g l i n e = "" ;
4 t r y {
5 S t r i n g roo tPa th = And ro i d .OS . Env i ronment .
E x t e r n a l S t o r a g eD i r e c t o r y . Ab so l u t ePa th ;
6 F i l e f i l e = new F i l e ( r oo tPa th + "/AppTeseXamarin / t e x t . t x t " ) ;
7 i f ( f i l e . E x i s t s ( ) ) {
8
9 System . IO . F i l e S t r e am f i l e I n p u t S t r e am = new System . IO .
F i l e S t r e am ( f i l e . Abso lu tePath , System . IO . F i l eMode . Open ) ;
10 I n pu tS t r eamReade r i npu tS t r e amReade r = new Inpu tS t r eamReade r (
f i l e I n p u t S t r e am ) ;
11 Bu f f e r e dRead e r b u f f e r e dR e a d e r = new Bu f f e r e dRead e r (
i npu tS t r e amReade r ) ;
12 S t r i n g B u i l d e r s t r i n g B u i l d e r = new S t r i n g B u i l d e r ( ) ;
13
14 wh i l e ( ( l i n e = b u f f e r e dR e a d e r . ReadL ine ( ) ) != n u l l ) {
15 s t r i n g B u i l d e r . Append ( l i n e + Java . Lang . JavaSystem .
Ge tP rope r t y ( " l i n e . s e p a r a t o r " ) ) ;
16 }
17 f i l e I n p u t S t r e am . C l o s e ( ) ;
18 l i n e = s t r i n g B u i l d e r . ToSt r i ng ( ) ;
19
20 b u f f e r e dR e a d e r . C l o s e ( ) ;
21
22 t e x t I n p u t . Text = l i n e ;
23 }
24 }
25 ca t ch ( F i l eNo tFoundEx c ep t i o n ex ) {
26 ex . P r i n t S t a c kT r a c e ( ) ;
27 }
28 ca t ch ( IOExcep t i o n ex ) {
29 ex . P r i n t S t a c kT r a c e ( ) ;
30 }
31 }
Código 4.22: Ler Texto de Ficheiro - Xamarin
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Android
O Excerto 4.23, apresenta o método de guardar texto num ficheiro. Começa-se por
obter o texto que o utilizador introduziu no campo de texto, na Linha 2. Obtém-se
o caminho da raíz do armazenamento do telemóvel, na Linha 4. Verifica-se na Linha
6 se a pasta "AppTeseAndroid" existe e, caso não exista, esta é criada na Linha 7.
O mesmo é realizado aquando da criação do ficheiro de texto text.txt, nas Linhas
10 e 11. Após o ficheiro estar criado ou lido, o texto do utilizador é então gravado
no ficheiro na Linha 16, usando a FileOutputStream.
1 p r i v a t e v o i d s a v e F i l e ( ) {
2 S t r i n g t e x t = t e x t I n p u t . ge tText ( ) . t o S t r i n g ( ) ;
3 t r y {
4 S t r i n g roo tPa th = Env i ronment . g e t E x t e r n a l S t o r a g eD i r e c t o r y ( ) .
t o S t r i n g ( ) ;
5 F i l e f i l e D i r e c t o r y = new F i l e ( r oo tPa th + "/AppTeseAndro id " ) ;
6 i f ( ! f i l e D i r e c t o r y . e x i s t s ( ) )
7 f i l e D i r e c t o r y . mkd i r s ( ) ;
8
9 F i l e f i l e = new F i l e ( f i l e D i r e c t o r y + "/ t e x t . t x t " ) ;
10 i f ( ! f i l e . e x i s t s ( ) ) {
11 f i l e . c r e a t eN ewF i l e ( ) ;
12 }
13
14 F i l eOu tpu tS t r e am f i l eOu t p u t S t r e am = new F i l eOu tpu tS t r e am ( f i l e ,
t r u e ) ;
15 t r y {
16 f i l eOu t p u t S t r e am . w r i t e ( ( t e x t + System . g e tP r o p e r t y ( " l i n e .
s e p a r a t o r " ) ) . g e tBy t e s ( ) ) ;
17 } f i n a l l y {
18 f i l eOu t p u t S t r e am . c l o s e ( ) ;
19 }
20
21 } ca t ch ( F i l eNo tFoundEx c ep t i o n ex ) {
22 ex . p r i n t S t a c kT r a c e ( ) ;
23 } ca t ch ( IOExcep t i o n ex ) {
24 ex . p r i n t S t a c kT r a c e ( ) ;
25 }
26 }
Código 4.23: Guarda Texto em Ficheiro - Android
O Excerto 4.24, apresenta o método de ler texto a partir do ficheiro anteriormente
gravado. Obtém-se o caminho da raíz do dispositivo na Linha 5 e obtém-se se
o ficheiro anteriormente criado na Linha 6. É usada uma FileStream fileInputS-
tream, um InputStreamReader inputStreamReader e um BufferedReader buffe-
redReader para ler as linhas enquanto existam, no ciclo representado na Linha 13.
Enquanto existirem linhas no ficheiro estas são adicionadas, na Linha 15, a uma
variável de texto, denominada line. No final o texto lido é apresentado ao utilizador
adicionando-o ao campo de texto, na Linha 22.
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1 p r i v a t e v o i d r e adTex tF r omF i l e ( ) {
2 S t r i n g l i n e = "" ;
3 t r y {
4
5 S t r i n g roo tPa th = Env i ronment . g e t E x t e r n a l S t o r a g eD i r e c t o r y ( ) .
t o S t r i n g ( ) ;
6 F i l e f i l e = new F i l e ( r oo tPa th + "/AppTeseAndro id / t e x t . t x t " ) ;
7
8 F i l e I n p u t S t r e am f i l e I n p u t S t r e am = new F i l e I n p u t S t r e am ( f i l e ) ;
9 I n pu tS t r eamReade r i npu tS t r e amReade r = new Inpu tS t r eamReade r (
f i l e I n p u t S t r e am ) ;
10 Bu f f e r e dRead e r b u f f e r e dR e a d e r = new Bu f f e r e dRead e r (
i npu tS t r e amReade r ) ;
11 S t r i n g B u i l d e r s t r i n g B u i l d e r = new S t r i n g B u i l d e r ( ) ;
12
13 wh i l e ( ( l i n e = b u f f e r e dR e a d e r . r e a d L i n e ( ) ) != n u l l )
14 {
15 s t r i n g B u i l d e r . append ( l i n e + System . g e tP r o p e r t y ( " l i n e .
s e p a r a t o r " ) ) ;
16 }
17 f i l e I n p u t S t r e am . c l o s e ( ) ;
18 l i n e = s t r i n g B u i l d e r . t o S t r i n g ( ) ;
19
20 b u f f e r e dR e a d e r . c l o s e ( ) ;
21
22 t e x t I n p u t . s e tTex t ( l i n e ) ;
23 } ca t ch ( IOExcep t i o n ex ) {
24 ex . p r i n t S t a c kT r a c e ( ) ;
25 }
26 }
Código 4.24: Ler Texto de Ficheiro - Android
Conclusão
No caso específico do UC05 e UC06, pode-se verificar que as linhas de código são
idênticas em ambas as aplicações e, como tal, não se pode tirar uma conclusão sobre
qual das duas necessita de mais ou menos código.
4.4.5 Resumo
Para resumir, no UC01 e UC02 as linhas de código necessárias para programar as
funcionalidades são menores na framework Xamarin do que em Android nativo. Por
outro lado, no UC04, UC05 e UC06 as linhas de código são semelhantes em ambas
as frameworks. Apesar de os testes serem efetuados numa escala pequena, pode-se
afirmar que Xamarin utiliza menos linhas de código, mas seria interessante testar
com mais funcionalidades e mais métodos de maneira a obter um resultado mais
preciso.
66 Capítulo 4. Análise, Design e Desenvolvimento da Solução
4.5 Sumário
Neste capítulo foi efetuado a análise e o design da arquitetura e o desenho da
interface. Além disto, foram apresentados excertos de código relevantes das diversas
funcionalidades desenvolvidas, tendo comparado os excertos entre as frameworks
para aferir se existia diferenças.
Neste capítulo respondeu-se à questão Q1, na Secção 4.1, e a parte da questão
Q5, na Secção 4.4, na medida em que Xamarin utiliza menos linhas de código que




Neste capítulo serão comparados as duas frameworks desenvolvimento de aplicações
móveis anteriormente referidos, desenvolvimento em Xamarin e desenvolvimento na-
tivo para Android. No começo irão ser apresentados os programas e SDK necessários
para o desenvolvimento e serão comparados os custos desses programas.
Neste capítulo pretende-se responder às questões Q2, Q3, Q4 e a parte da questão
Q5, em todo o capítulo. Estas questões foram referidas na Secção 1.3 do Capítulo 1.
5.1 Setup do Ambiente de Desenvolvimento
Esta secção tem o intuito de apresentar os programas e SDK que os utilizadores
necessitam de ter no seu computador para conseguir desenvolver aplicações móveis.
Será divida em duas subsecções, uma para cada tecnologia.
5.1.1 Android
Para começar a desenvolver aplicações nativas para Android, é necessário começar
por instalar o IDE oficial da Google, o Android Studio. Além do Android Studio é
preciso o Android SDK. No entanto, ao efetuar o download do IDE o SDK já vem
incluído, bem como o Android Virtual Device que é um emulador onde o utilizador
pode testar as suas aplicações.
As aplicações irão ser programadas na linguagem de programação Java, e como tal
é necessário instalar o Java Development Kit (JDK), de maneira a que o Android
Studio consiga interpretar e compilar o código.
5.1.2 Xamarin
No caso do desenvolvimento de aplicações em Xamarin, o processo de início é se-
melhante ao visto para Android. Para começar é essencial a instalação do IDE
da Microsoft, o Visual Studio 2017. O Visual Studio 2017 pode ser obtido em
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três versões diferentes: Community, que é gratuito e é destinado a estudantes
ou desenvolvedores individuais, Professional, que é destinado a equipas de desen-
volvimento pequenas, e Enterprise, que é destinado a empresas com equipas de
desenvolvimento de todos os tamanhos.
Aquando da instalação do IDE é necessário escolher a opção "Desenvolvimento
móvel usando .NET"na escolha do workload. Nessa mesma instalação, é possível
instalar o Android SDK e o JDK, que irão ser necessários para o desenvolvimento
de aplicações para Android.
5.2 Comparação de Custos de Desenvolvimento
Nesta secção irão ser comparados os custos associados aos dois métodos de desen-
volvimento com o objetivo de responder à questão Q3. Isto inclui os custos dos IDE
e custos das Lojas.
5.2.1 Custo dos IDE
O Android Studio é completamente grátis, não sendo necessário pagar para ter
acesso a todas as funcionalidades do IDE.
O Visual Studio 2017, por sua vez, possui três versões, apresentadas na Figura 5.1,
em que apenas uma delas é gratuita. No desenvolvimento deste projeto irá ser usada
a versão Community, pois existirá apenas um desenvolvedor. No entanto, em ambi-
ente empresarial, seria necessário a versão Professional ou Entreprise dependendo
do tamanho do grupo de desenvolvimento.
No caso da Aixtel Engineering a versão Professional seria a mais adequada, o que
traria custos de 539$1, ou cerca de 460€, por ano por desenvolvedor.
Figura 5.1: Preços do Visual Studio 2017
1Disponível em https://visualstudio.microsoft.com/vs/pricing/.
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5.2.2 Custos das Lojas
A Google Play Store possui uma taxa de abertura de conta que ronda os 21€2. No
entanto este valor só é necessário ser pago aquando da inscrição, não possuindo
anualidade nem mensalidade para continuar a publicar.
A Apple Store possui um custo anual de cerca de 84€3 para empresas, permitindo
a publicação de aplicações durante o período de licença.
5.2.3 Conclusão
Posto isto, pode-se aferir que os custos em Android são de 21€ e que esse paga-
mento é efetuado apenas uma vez na criação da conta para publicar as aplicações
na loja. Por outro lado, em Xamarin pode-se somar a esses 21€ o preço do IDE,
que é de 460€ por ano e por desenvolvedor, e mais 84€ por ano, caso a empresa
pretenda publicar as aplicações na loja da Apple.
Respondendo à questão Q3, o desenvolvimento para Android nativo é o mais barato
e por uma larga margem. Esta resposta permite responder a parte da questão Q5,
visto que isto é uma vantagem para Android e uma desvantagem para Xamarin.
5.3 Desempenho
Nesta secção ir-se-á testar o desempenho das duas aplicações desenvolvidas, em
diversos aspetos, tais como: tempos de execução, gasto de bateria e tamanho que
ocupam. No final, pretende-se responder à questão Q2.
5.3.1 Tempos de Execução
De maneira a obter um resultado assertivo nesta comparação irá ser feito um teste
estatístico para fundamentar a mesma. O teste estatístico escolhido, foi o T-Test,
explicado na Secção 3.2 do Capítulo 3. Para tal, irão ser usadas amostras do tempo
de 50 cronometragens efetuadas na execução de algumas funcionalidades.
Para o auxílio na execução do teste irá ser usado o RStudio, que é um IDE destinado
à linguagem de programação R, usada na criação de gráficos e cálculos estatísticos.
Os dados obtidos foram introduzidos no Excel e gravados num ficheiro de formato
.csv para ser usado no RStudio. Estes dados estão presentes nos Apêndices, Apên-
dice A, Apêndice B, Apêndice C e Apêndice D, divididos sob a forma de Tabelas.
2Disponível em https://support.google.com/googleplay/android-developer/answer/6112435.
3Disponível em https://developer.apple.com/support/compare-memberships/.
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Utilizando o RStudio os primeiros passos serão comuns em todos os casos. Primeiro
define-se o caminho para a pasta onde se encontra o ficheiro com os dados, através
do comando setwd. Após isso é lido o ficheiro .csv com os dados para a variável
dados, representado na Figura 5.2.
Figura 5.2: Definição do caminho e Leitura do Ficheiro de Dados
De acordo com o que foi definido no Capitulo 3, Secção 3.2 e Subsecção 3.2.3, as
hipóteses a testar são h0: Android = Xamarin = 50% e que h1: Android != Xa-
marin. Caso a hipótese nula seja rejeitada, verificar-se-á qual das frameworks possuí
o menor tempo de execução, mantendo a hipótese nula e testando as seguintes hi-
póteses: h2: Android < Xamarin e h3: Android > Xamarin. Tal como referido,
associou-se que µ0 representa Android e µ1 representa Xamarin. Para executar o
T-Test será usado um grau de confiança de 95%, ou seja, um alfa de 0.05.
Arranque da Aplicação
Os dados importados são filtrados, com o comando subset, por Framework e por
Function, e serão criadas duas variáveis, cada uma com os tempos respectivos à
função Open e framework respectiva, representado na Figura 5.3. Isto irá obter
os dados da Tabela A.1, para Android, e Tabela A.2, para Xamarin, presentes no
Apêndice A.
Figura 5.3: Filtragem dos Dados da Arranque da Aplicação
É imprimido um sumário de cada conjunto de dados, com o comando summary.
Cada sumário contém dados relevantes, tais como, o valor mínimo e máximo, média
e mediana.
Tabela 5.1: Sumário dos Tempos de Execução de Arranque da Apli-
cação
Framework Min Mediana Máx Média
Android 781 980.5 1212 957
Xamarin 1001 1355 2472 1383
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Analisando a Tabela 5.1 pode-se verificar que na framework Android os valores
são mais baixos, em que a média e a mediana diferem cerca de 400ms entre as
frameworks.
Os dados são então testados com o T-Test, através do comando t.test, com um
grau de confiança de 95%, como representado na Figura 5.4.
Figura 5.4: Abertura da Aplicação - 1º T-Test
O p-value obtido é 2.2e-16. Como tal, a hipótese nula h0 é rejeitada. Os dados
são diferentes por isso é necessário aferir qual dos dois é maior. Para tal irão ser
usadas as alternativas "less"e "greater"para perceber se os valores em Android são
menores ou maiores que os valores em Xamarin. Primeiro será testado se os tempos
em Android são menores que Xamarin usando a alternativa "less"com um grau de
confiança de 95%, como representado na Figura 5.5.
Figura 5.5: Abertura da Aplicação - 2º T-Test
Os resultados obtidos indicam um p-value de 2.2e-16. Como o p-value é menor
que o alfa, rejeita-se a hipótese nula h0. Sendo assim, para um grau de confiança
de 95% a média de tempos que a aplicação demora a abrir é menor em Android que
em Xamarin. Posto isto não é necessário testar a alternativa "greater".
Mapa
Os dados importados são filtrados, tal como no primeiro teste, mas com o filtro
Function sendo Map. Isto irá obter os dados da Tabela B.1, para Android, e
Tabela B.2, para Xamarin, presentes no Apêndice B.
Tal como no primeiro teste são imprimidos os sumários de cada conjudo de dados.
Tabela 5.2: Sumário dos Tempos de Execução de Abertura do Mapa
Framework Min Mediana Máx Média
Android 2567 2641 3794 2691
Xamarin 2316 2346 2534 2357
Analisando a Tabela 5.2, pode-se verificar que os valores na framework Android, são
mais elevados, com diferenças de cerca de 300ms na média e mediana.
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Os dados são então testados com o T-Test, mantendo o grau de confiança de 95%,
como representado na Figura 5.6.
Figura 5.6: Abertura do Mapa - 1º T-Test
Os resultados obtidos indicam um p-value de 2.2e-16. O p-value é menor que o
alfa. Rejeita-se a hipótese nula h0 e, como tal, é necessário verificar se as médias
são maiores ou menos entre as frameworks. Primeiro será testada a alternativa
"less", como representado na Figura 5.7.
Figura 5.7: Abertura do Mapa - 2º T-Test
O p-value obtido foi 1. Como o p-value é maior que alfa, não se rejeita a hipótese
nula h0, ou seja, os valores em Android não são menores que os valores em Xamarin,
mas sabendo que as médias são diferentes pode-se assumir que os valores em Android
são maiores que em Xamarin. Para confirmar isto, será efetuado o T-Test com a
alternativa "greater", como representado na Figura 5.8.
Figura 5.8: Abertura do Mapa - 3º T-Test
O p-value obtido foi 2.2e-16. Como o p-value é menor que alfa, rejeita-se a hipótese
nula h0 e pode-se assumir que os valores em Android são maiores que os valores em
Xamarin. Pode-se concluir que a aplicação em Android demora mais que a aplicação
em Xamarin a abrir o mapa e mover o mesmo para Sidney.
Câmara
Os dados importados são filtrados, tal como nos outros testes, mas com o filtro
Function sendo Cam. Isto irá obter os dados da Tabela C.1, para Android, e
Tabela C.2, para Xamarin, presentes no Apêndice C.
Tal como nos outros teste são imprimidos os sumários de cada conjunto de dados.
Tabela 5.3: Sumário dos Tempos de Execução de Tirar Fotografia
Framework Min Mediana Máx Média
Android 446 494 579 498
Xamarin 484 537 676 538.4
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Analisado a Tabela 5.3 pode-se verificar que os valores em Xamarin são mais eleva-
dos, tendo uma diferença de cerca de 40ms na média e mediana.
Os dados são então testados com o T-Test, mantendo o grau de confiança de 95%,
como representado na Figura 5.9.
Figura 5.9: Tirar Fotografia - 1º T-Test
Os resultados obtidos indicam um p-value de 9.072e-08. Rejeita-se a hipótese
nula h0, indicando que os valores das duas frameworks são diferentes. Será en-
tão realizado um novo T-Test usando a alternativa "less", como representado na
Figura 5.10.
Figura 5.10: Tirar Fotografia - 2º T-Test
O p-value obtido foi de 4.536e-08. Como o mesmo é menor que alfa, rejeita-se a
hipótese nula h0, permitindo concluir que os valores em Android são menores que
os valores em Xamarin. Com isto, pode-se concluir que a aplicação produzida na
framework Android é mais rápida no processo de tirar e guardar fotografias.
YouTube
O procedimento inicial é o mesmo, filtrando os dados com a Function YouTube e
são imprimidos os sumários dos dados. Isto irá obter os dados da Tabela D.1, para
Android, e Tabela D.2, para Xamarin, presentes no Apêndice D.
Tabela 5.4: Sumário dos Tempos de Execução de Abertura do Player
do YouTube
Framework Min Mediana Máx Média
Android 292 407 721 411
Xamarin 309 373 640 384
Analisando a Tabela 5.4 pode-se verificar que os valores na framework Android são
um pouco mais elevados. Para confirmar isto será realizado o T-Test com um grau
de confiança de 95%, como representado na Figura 5.11.
Figura 5.11: Player do YouTube - 1º T-Test
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Os resultados obtidos neste teste indicam um p-value de 0.05452. Como o p-value
é maior que o alfa não se rejeita a hipótese nula h0. Como tal, para um grau de
confiança de 95%, os valores de ambas as frameworks são iguais.
Conclusão
Analisando os resultados obtidos nos 4 testes efetuados, pode-se concluir que a
aplicação desenvolvida em Android nativo é a mais rápida na execução de 2 tarefas,
igual na execução de 1 tarefa e mais lenta na execução da outra tarefa. Posto isto,
pode-se concluir implicitamente que o tempo de execução de tarefas na aplicação
desenvolvida em Android são menores e, como tal, tem um melhor desempenho nesse
aspeto. De maneira a que estes resultados fossem mais precisos seria importante
testar as aplicações numa maior escala e em mais dispositivos.
5.3.2 Gasto de Bateria
De maneira a testar o gasto de bateria de cada aplicação será delineado um teste a
ser efetuado. Após efetuar o teste e com a aplicação ainda aberta, será verificado
nas definições do dispositivo os valores da aplicação.
Este teste será efetuado no dispositivo em três ambientes distintos, com o dispositivo
a 100% de bateria, 50% bateria e 20% bateria. Os resultados serão apresentados
em mAh, milliampere por hora, no que refere à bateria. De notar que o teste terá
de ser efetuado com apenas a aplicação de teste a correr e nenhuma em background
de maneira a não influenciar o teste.
O teste a ser efetuado será:
1. Abrir a aplicação.
2. Abrir o mapa, o mapa irá mover automaticamente para Sidney, como refe-
rido anteriormente. A aplicação deve ficar 1 minuto a receber updates da
localização e dados.
3. Sair do mapa.
4. Tirar 5 fotografias.
5. Partilhar uma fotografia no Messenger.
6. Abrir a funcionalidade dos sensores, e receber updates dos mesmo durante 1
minuto.
7. Guardar o texto "Teste"e ler o mesmo.
8. Carregar o vídeo do YouTube e visualizar os primeiros 30 segundos do vídeo.
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Após efetuar este teste nos 3 ambientes em cada aplicação serão então analisados
os dados.
Tabela 5.5: Sumário dos Gastos de Bateria
Percentagem Android Xamarin
100% 6.28 mAh 9.44 mAh
50% 8.15 mAh 6.56 mAh
20% 8.29 mAh 8.52 mAh
Média 7.57 mAh 8.17 mAh
De acordo com a Tabela 5.5, e analisando estes testes pode-se afirmar que o gasto
de bateria em Android é menor, principalmente quando a bateria está no máximo.
No entanto, a escala de testes é pequena e seria importante realizar o teste em
dispositivos diferentes e em maior escala de maneira a obter uma decisão mais
assertiva.
5.3.3 Tamanho da Aplicação
Nesta secção irá ser comparado o tamanho das aplicações desenvolvidas por fra-
mework. Ambas as aplicações foram instaladas no dispositivo em modo "release"em
vez de em modo "debug", caso contrário poderia influenciar o tamanho das mesmas.
Além disso não será contado o espaço ocupado por dados ou em cache.
No caso da framework Android o tamanho da aplicação 3,94 MB, enquanto que a
aplicação produzida na framework Xamarin, tem o tamanho de 80,18 MB, tendo
assim uma diferença de 76,24 MB.
A diferença entre os tamanhos da aplicação é consideravelmente alta. Como tal,
pode-se considerar isto como uma desvantagem no desenvolvimento de aplicações
em Xamarin, dado que para certas aplicações o armazenamento disponível no dis-
positivo é imprescindível, responde assim a parte da questão Q5.
5.3.4 Conclusão
Concluindo, nos 3 aspetos de desempenho analisados, a aplicação desenvolvida em
Android superou, por uma curta margem, a aplicação desenvolvida em Xamarin.
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Respondendo à questão Q2, e de acordo com os testes analisados, o desenvolvi-
mento para Android nativo produz aplicações com melhor desempenho que o desen-
volvimento em Xamarin. Esta resposta permite responder a parte da questão Q5,
visto que isto é uma vantagem para Android e uma desvantagem para Xamarin.
5.4 Tempo de Desenvolvimento
No que diz respeito ao tempo de desenvolvimento, e à questão Q4, a conclusão
que se tira não traz grande relevância, pois as aplicações foram desenvolvidas por
apenas 1 pessoa. Para chegar a uma conclusão neste métrica seria necessário uma
equipa de desenvolvimento maior, com experiência no desenvolvimento de ambas as
tecnologias envolvidas.
Posto isto, a questão Q4 fica sem resposta.
5.5 Sumário
Neste capítulo foi efetuada uma comparação das frameworks mais detalhada. Foi
comparado a instalação necessária para iniciar o desenvolvimento, os custos das
ferramentas associadas e, por fim, o desempenho. Não foi possível comparar o tempo
de desenvolvimento dado não existir uma equipa de desenvolvimento destinada a esta
dissertação.
Neste capítulo respondeu-se à questão Q2, na Secção 5.3, à questão Q3, na Sec-
ção 5.2 e não se consegui responder à questão Q4, na Secção 5.4. Ao longo destas





Neste capítulo irá ser apresentado um breve resumo do contexto e problema e irão
ser apresentadas as conclusões desta dissertação. As conclusões serão apresentadas
de acordo com as questões definidas na Secção 1.3 do Capítulo 1.
6.1 Contexto
O SO Android foi lançado num dispositivo pela primeira vez em 2008. Atualmente
a versão mais recente é a versão Pie(9.0), lançada em Agosto de 2018. Para o
desenvolvimento de aplicações móveis é necessário a utilização do SDK, do IDE
Android Studio, da linguagem de programação Java e do XML para as interfaces do
utilizador.
O Xamarin pertence à Microsoft desde 2016. Atualmente existem as frameworks
Xamarin.Android e Xamarin.iOS, que permitem o desenvolvimento de aplicações na
linguagem de programação C# para as plataformas Android e iOS respetivamente,
e o Xamarin.Froms que permite o desenvolvimento em simultâneo para ambas. O
Xamarin permite que as aplicações tenham acesso a funcionalidades nativas e sejam
disponibilizadas nas lojas de cada plataforma.
6.2 Problema
A Aixtel Engineering está inserida na área das telecomunicações e está envolvida
em projetos para a instalação de fibra ótica em diversos países. Esta desenvolve
plataformas e aplicações móveis que facilitem o trabalho dos seus clientes no le-
vantamento de dados para a instalação da fibra ótica. Atualmente, as aplicações
móveis são desenvolvidas para Android nativo.
A empresa está a ponderar a possibilidade de alargar as suas aplicações a outras
plataformas, neste caso iOS, com o intuito de abranger um maior número de cli-
entes. Dentro dos diferentes tipos de desenvolvimento possíveis, a empresa decidiu
comparar o atual desenvolvimento com uma framework multi-plataforma, Xamarin.
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Para decidir qual das frameworks deveria utilizar, decidiu comparar ambas em termos
de desempenho das aplicações, custos e tempo de desenvolvimento.
6.3 Questão Q1
A questão Q1, que foi respondida na Secção 4.1 do Capítulo 4, tinha como objetivo
apresentar as funcionalidades que deveriam ser exploradas de forma a obter uma boa
avaliação das frameworks.
Para tal, recorreu-se a uma análise das permissões mais utilizadas nas aplicações da
loja oficial da Google. Após obter as permissões mais utilizadas, foram escolhidas 7
funcionalidades que usassem essas permissões, de maneira a poder analisar funcio-
nalidades que a comunidade use regularmente e assim obter uma melhor avaliação.
6.4 Questão Q2
A questão Q2, que foi respondida na Secção 5.3 do Capítulo 5, tinha como objetivo
decidir sobre qual das aplicações desenvolvidas iria ter melhor desempenho.
Para avaliar isto, analisaram-se 3 aspetos, onde se incluem o tempo de execução de
tarefas, gasto de bateria e tamanho que as aplicações ocupam. Após a analisem,
concluiu-se que em todos os aspetos a aplicação desenvolvida em Android nativo é
superior, por uma curta margem, à aplicação desenvolvida em Xamarin. No entanto,
seria importante testar as aplicações a uma grande escala, de maneira a obter um
resultado mais assertivo.
6.5 Questão Q3
A questão Q3, que foi respondida na Secção 5.2 do Capítulo 5, tinha como objetivo
perceber sobre qual das frameworks envolve menores custos.
Analisaram-se os custos dos IDE e das lojas, e concluiu-se que os custos para o
desenvolvimento de Android nativo são menores, por uma grande escala. Para
desenvolver para Android nativo, o IDE é gratuito e o custo da loja da Google é de
21€ por conta, enquanto que com Xamarin é necessário comprar o IDE, que custa
460€ por ano e por desenvolvedor, e posteriormente a loja da Google e a loja da
Apple, que custa 84€ por ano.
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6.6 Questão Q4
A questão Q4 tinha como objetivo decidir sobre qual das frameworks possui menor
tempo de desenvolvimento. No entanto, não foi possível responder a esta questão,
como mencionado na Secção 5.4 do Capítulo 5. Isto deve-se ao facto de esta
dissertação estar a ser desenvolvida por apenas uma pessoa e que, para ter dados
concretos, seria necessário possuir uma equipa de desenvolvimento com experiência
em ambas as tecnologias.
6.7 Questão Q5
A questão Q5 foi respondida ao longo do Capítulo 4 e do Capítulo 5. Esta questão
tinha como objetivo apresentar as vantagens e desvantagens de cada framework.
As vantagens de uma framework irão se refletir nas desvantagens da outra. Estas
vantagens e desvantagens irão ter em conta as questões anteriores e os testes
efetuados durante esta dissertação. De seguida serão apresentadas as vantagens de
desenvolver aplicações em Android nativo.
Androd nativo - Vantagens:
• Menores custos.
• Melhor desempenho.
• Aplicações com menor tamanho.
Xamarin - Vantagens:
• Acesso a diversas plataformas.
• Interface comum para as plataformas.
• Menos linhas de código necessárias.
6.8 Questão Final Q6
A questão final Q6 é a questão essencial desta dissertação. Ela tem como objetivo
decidir sobre qual das frameworks deve a empresa optar.
Tal como foi referido no Capítulo 2, os três critérios fundamentais para a empresa
eram o custo, tempo e desempenho.
A empresa pretendia manter ou, no melhor dos casos, melhorar o desempenho das
suas aplicações, manter ou diminuir os custos associados ao desenvolvimento e
migrar as aplicações para outras plataformas de maneira a obter mais clientes. Com
os resultados obtidos ao longo desta dissertação, a empresa não iria conseguir obter
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os resultados pretendidos, pois em termos de custos e desempenho os resultados
indicam que o desenvolvimento em Android nativo é melhor, sendo que a maior
vantagem para a empresa caso mudasse para o desenvolvimento em Xamarin, seria
o acesso a várias plataformas e a mais clientes.
No entanto, é preciso ter em conta que os testes efetuados foram feitos numa escala
pequena num só dispositivo e que, no critério do desempenho, o desenvolvimento
para Android nativo é melhor por uma pequena margem. Em relação aos custos,
os custos iriam aumentar drasticamente. Supondo que a empresa tinha uma equipa
de 5 elementos a desenvolver em Xamarin e a publicar aplicações durante 1 ano, os
custos associados seriam de 2384€, 2300€ para os IDE, 84€ para a loja da Apple,
enquanto que atualmente a empresa não tem custos previstos, pois já possui a conta
da loja da Google.
Concluindo, atendendo à analise e testes desta dissertação seria melhor para a em-
presa se manter a desenvolver aplicações para Android nativamente. Contudo, caso
a empresa tenha possibilidades seria relevante fazer um estudo financeiro para ave-
riguar se os custos-benefícios do desenvolvimento em Xamarin, e disponibilização
das suas aplicações em iOS, seriam do interesse da empresa. Além disto, efetuar
testes de desempenho a uma grande escala também iria permitir obter resultados
mais assertivos nesse aspeto.
6.9 Limitações e Trabalho Futuro
A principal limitação existente no desenvolvimento desta dissertação foi o facto de
não existir uma equipa de desenvolvimento, mas sim apenas um desenvolvedor. Ape-
sar das aplicações possuírem funcionalidades relativamente simples de implementar,
o desenvolvimento de ambas atrasou-se principalmente pelo facto de serem duas,
bem como, o uso de ferramentas novas. Com isto, os testes ficaram um pouco mais
reduzidos que o desejado, pois um maior conjunto de dados para testes iria permitir
tirar conclusões mais assertivas. Além disto, o facto de não possuir uma equipa de
desenvolvimento não permitiu responder à questão Q4, como referido na Secção 5.4
e Secção 6.6.
No futuro seria interessante conseguir responder à questão que ficou por responder,
bem como, aumentar a escala de testes efetuados e testar mais funcionalidades
que podem ter ficado por testar. Num contexto fora da empresa, seria relevante
fazer a comparação com o desenvolvimento para iOS nativo, com o intuito de
perceber se o desenvolvimento para iOS em Xamarin se encontra ao mesmo nível
que o desenvolvimento nativo, visto que as aplicações em iOS são frequentemente
mencionadas pela pela seu ótimo desempenho.
6.10. Apreciação Final 81
6.10 Apreciação Final
Os objetivos pretendidos foram atingidos, à exceção da questão Q4. Apesar de não
existir resposta a essa questão, a questão final Q6 foi respondida, decidindo que
a empresa Aixtel Engineering se deveria manter a desenvolver para Android nativo.
Contudo, foi deixado em aberto um possível estudo mais aprofundado com o intuito
de obter um resultado mais assertivo.
No desenvolvimento da aplicação na framework Android, verificou-se que a quanti-
dade de fontes online com respostas a dúvidas e tutoriais para a implementação de
certas funções é enorme contendo resposta para todas as dúvidas que surgiram. Já
no desenvolvimento na framework Xamarin, o mesmo não acontece. Muito devido
ao facto de possuir uma comunidade mais pequena e de ser uma framework mais
recente. É necessário ter isto em conta, pois torna o desenvolvimento para Android
nativo mais fácil para desenvolvedores que não estejam muito dentro da framework,
ao contrário de Xamarin.
De notar que o desenvolvimento desta dissertação teve como base as boas práticas
de Engenharia. Os módulos lecionados no contexto da unidade curricular TMDEI
nomeadamente, a pesquisa e escrita técnico-científica, análise de valor de negócio e
experimentação e avaliação, contribuíram para o bom desenvolvimento da disserta-
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86 Apêndice A. Dados do Arranque da Aplicação

























































































































88 Apêndice B. Dados UC01

























































































































90 Apêndice C. Dados UC02

























































































































92 Apêndice D. Dados UC07
Tabela D.2: Dados UC07 - Xamarin
Time(ms) Framework Function
640 Xamarin YouTube
503 Xamarin YouTube
424 Xamarin YouTube
393 Xamarin YouTube
357 Xamarin YouTube
345 Xamarin YouTube
384 Xamarin YouTube
315 Xamarin YouTube
320 Xamarin YouTube
333 Xamarin YouTube
323 Xamarin YouTube
319 Xamarin YouTube
417 Xamarin YouTube
344 Xamarin YouTube
330 Xamarin YouTube
350 Xamarin YouTube
329 Xamarin YouTube
331 Xamarin YouTube
373 Xamarin YouTube
335 Xamarin YouTube
328 Xamarin YouTube
338 Xamarin YouTube
330 Xamarin YouTube
336 Xamarin YouTube
407 Xamarin YouTube
356 Xamarin YouTube
369 Xamarin YouTube
361 Xamarin YouTube
369 Xamarin YouTube
378 Xamarin YouTube
408 Xamarin YouTube
400 Xamarin YouTube
376 Xamarin YouTube
374 Xamarin YouTube
380 Xamarin YouTube
...
...
...
Time(ms) Framework Function
...
...
...
381 Xamarin YouTube
431 Xamarin YouTube
499 Xamarin YouTube
422 Xamarin YouTube
418 Xamarin YouTube
393 Xamarin YouTube
411 Xamarin YouTube
447 Xamarin YouTube
433 Xamarin YouTube
436 Xamarin YouTube
424 Xamarin YouTube
567 Xamarin YouTube
332 Xamarin YouTube
327 Xamarin YouTube
309 Xamarin YouTube
