Reusability is about building a library of frequently used components based on the functional requirements of the reuser. A well organized component reuse library is the key for successful reusability in terms of economics benefits. Reusability metrics is a set of guidelines to help reuser to judge the quality of the component that is to be reused. Reusability metric library is an essential ingredient of a successful reuse in context level. In this paper, we outline architecture for reusability driven methodology in context level and we also design dynamic libraries for qualitative analysis of the components. These libraries have to be designed for reusing efficient and quality reusable software components. Our approach for identifying and qualifying of reusable software components is based on functional coverage report, extraction time and reuse frequency of the component. In this paper we describe some case studies to validate our experimental approach. This architecture will be a base to develop efficient searchable, reuser-friendly, useful and well organized dynamic libraries. Component reuse percentage is measured by the percentage of qualified components for reuse. So, the proposed architecture and the dynamics libraries can be used to improve the productivity and quality of reusability.
INTRODUCTION
Reuser in practice adopting many reuse approaches including reuse in product lines, design pattern templates, reference architectures, context independent components addresses reuse in different ways and have also demonstrated benefits [1] . Reusability of software components is a challenge in any environment. The reusability of high quality software components at an affordable cost and within in a limited time scale is always desired by reuser [2] .
A great deal of research over the past several years has been devoted to the development of methodologies to create reusable software components and component libraries, where there is an additional cost involved to create a reusable component from scratch. That additional cost could be avoided by identifying and extracting reusable components from the already existing environment. But the issue of how to identify good reusable components from existing systems has remained relatively unexplored [3] .
Reuse libraries are the critical element of successful reuse program. So reuser has to put more effort to develop and maintain reuse libraries. Also in order to measure reuse success, the library must collect and analyze considerable data. Effective classification schemes are necessary to assist the reuser in locating and comparing library components for reusability. There is different reuser for whom a component reuse library is necessary and each reuser have somewhat different component reuse library based on their different requirements. So the libraries are designed in a dynamic manner according to the reuser requirements.
The aim of Software Metrics is to predict the quality of software products. To ensure the quality of component we use four primitive metrics and classify them according to their quality. Then the qualified software components are stored in the component reuse library for potential reuse. The architecture which we proposed will help the reuser to identify, extract and qualify reusable components. In our libraries we adopt combination of metrics for classifying the components into two parts.
The remainder of the paper is organized as follows : The next section discusses the related work and existing solutions in reusable software components. Section 3 briefly explains the architecture of reusability in context level. Section 4 presents the cases study using the proposed dynamic approach and comparative analysis. The last section concludes the paper and outlines the future work.
RELATED WORK
In recent years, there has been an increasing awareness of reusability of the software components. In this scenario, a critical issue is to identify, extract and qualify reusable components. Therefore, finding a method to retrieve the reusable components from existing environment represents an important activity. In this section, we explain briefly about existing metrics and models for qualifying the components for reusability.
In [4] , they presented a historical review of the reuse concepts, and ontology based on reuse definitions and its relation with quality assurance processes. Clarity and formal specification of concepts play a key role in the inclusion of reuse in the software development process, and in the subsequent development of a corporate strategy. The Systematic Reuse Approach uses a library for storage, control, distribution and management of reusable software elements.
The most common proposed approach was to define metrics to assess the reusability. In [5] , a coupling and cohesion metrics suite is presented to evaluate object-oriented software. These metrics may be applied to assess reusability.
In [6] , they proposed combined metrics to measure coupling and cohesion to rank the reusability of the components.
Metrics are applied to three types of component to generate the results. An assessment framework for reusability and reusability attribute model for aspect oriented product line components are proposed in [7] .
Classification of the reusability of software components using Support Vector Machine is presented in [8] . Also the identification of reusable software modules in Procedure Oriented System is based on software metrics like Cyclometric complexity, Volume, Regularity, Coupling and Reuse frequency.
In [9] they proposed the framework for evaluating reusability of procedure oriented system using software metrics. The proposed metrics for this framework are Cyclometric complexity, Volume, Regularity, Coupling and Reuse frequency.
The contribution of metrics to the overall objective of the software quality is very well understood and recognized. But how these metrics are collected and determining the reusability degree of a software component is still in the research stage. So, in this paper we collected the metrics like functional coverage report, extraction time and reuse frequency and based on the decision tree classifier the software components is classified into two parts : Qualified and Not Qualified for reusability.
ARCHITECTURE FOR REUSABILITY IN CONTEXT LEVEL
In this section we first explain the phases involved in Reusability of Software components based on the Functional behavior in context level.
The reuse process can be divided into three phases 
Component identifier

Component extractor
After identifying the components for reuse the component extractor find outs an optimal path for component extraction and extraction time of each component which behaves as a qualifier in qualification phase.
Optimal path : In this segment we get the optimal path just by travelling to the nearest components from the current reuser position. This optimal path helps us to calculate the extraction time for each and every component. To find out the optimal path and extraction time we use a method called Minimum Extraction Time First (METF).
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Extraction time : The first component in the optimal path will have the minimum extraction time and extraction time of the component is used as a qualifier in qualification phase in terms of speed. After calculating this attribute is added to the dynamic reuse metrics library.
Component qualifier
The resuer associates each reusable component identified with set of attributes for qualification in dynamic reuse metrics library. The identified components are analyzed more carefully in the context of functional coverage report, minimum extraction time and reuse frequency to classify the components into two parts: Qualified and Not Qualified. The qualified set will yields the high quality and high potential reuse components. We call this process as "Qualification". (1) where n(C) is total number of reference to the Component, n(Si) is total number of reference for each Standard Components in the existing environment & n is the total number of component in the existing environment
Minimum Extraction time :
The components having the extraction time less than the average extraction time is qualified for reuse. The reason for choosing the extraction time as metrics is to speed up the process of reuse.
Component Reuse percentage measures how much components are qualified for reused from identified set and it is given as in equation (2) % 100
where n(Q) is the number of components qualified for reuse and n(NQ) is the number of components not qualified for reuse.
CASE STUDY AND ANALYSIS
In this section we describe experiments with proposed architecture for identifying and qualifying the components with our own test cases. Also the performance of dynamically created libraries is compared with some existing component reuse libraries in the literature. Some goals of the case studies were Initially the component reuse library will contain some set of components with functionality of the component was indexed by the domain keywords and will contain the reuse frequency of that particular component. In the existing environment in some node there may be faulty behavior components. The reuser according to their functional specification they generate the automatic test cases using some tool and based on coverage analysis report a set of components are identified and a dynamic metrics library is created for the particular reuser with the characteristics in Table 1 . The metrics used for identification is statement coverage with 100% and branch coverage with 85% and the distance of the components from the current reuser position also maintained in the metrics library. The reuse frequency is calculates using the equation (1). In the component extraction phase the extraction time of each component in the identified set is calculated using the minimum Extraction Time First (METF) method. Also average extraction time is calculated where this metrics will
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behave as a qualifier in the qualification phase in order to speed up the reuse process. The optimal path for the component extraction after qualifying is also decided in this phase itself. The optimal extraction path for the component extraction is shown in the fig. 2 .
Fig 2 : Optimal path using METF
In the qualification phase the metrics are chosen for analyzing the quality of the components and the qualifying criteria is defined. If statement coverage is equal to 100% and branch coverage is above 90% and if the reuse frequency is HIGH and if the extraction time is less than the average extraction time then the component is classified as Qualified or Not Qualified. These analyses are done dynamically for each and every request of the reuser.
Once component is qualified and reused then the dynamic metrics library is deleted which is created for the particular reuser. The data in the last column of the This study suggests the potential benefit of the components reuse percentage is measured by the equation (2) Component reuse percentage = 30%
Comparison of Identification Indicators for all the repositories with our purpose architecture is listed in Table 4 The proposed method coverage driven functional verification is used to identify the component based on functional behaviour and this method increases the reuse level by reusing not only the component repositories but also the faulty components which match the functional specification of the reuse.
The metrics library is a dynamic object where reusers can retrieve the measures on the time of reusability according to their specification. The component reuse library is also dynamic where components can be identified by indexing the keyword and by coverage driven functional verification. However, more research work needs to be done to develop perfect test cases to improve the component reuse. The future research efforts will be dedicated to come out with a perfect coverage report. We also need to broaden our analysis to different environments for broader verification of our proposed architecture. This architecture can be applied for service oriented architecture and cloud services.
