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Resumen 
 
Hoy en día compartimos  a través de internet una gran cantidad de ficheros e 
información. Las webs que se encargan de llevar a cabo estos servicios de 
compartición implementan por si solas sus propias normas de privacidad, de 
manera que el usuario en algunos casos posee escasos mecanismos para 
poder controlar quien accede a sus recursos compartidos. La “Kantara 
initiative” propone una solución a esto mediante la implementación del 
protocolo UMA (User-Managed Access). 
 
UMA proporciona un método basado en OAuth 2.0 para que los usuarios 
controlen el acceso a sus recursos protegidos, que residen en varios hosts, a 
través de un solo Authorization Manager (AM) que controla las decisiones de 
acceso basándose en las políticas del usuario. Esto permite al “authorizing 
user” servir como el administrador de las políticas elaborando sus propias 
estrategias de autorización. 
 
Un ejemplo de uso sería: un usuario web (authorizing user) puede autorizar a 
una aplicación web (requester) para que obtenga acceso a un recurso que 
contiene la dirección de su casa almacenada en un servicio de 
almacenamiento de datos personales (host), diciéndole al host que actúe 
conforme a las decisiones de acceso de  su “authorization decision-making 
service” (authorization manager o AM). 
 
En este sentido, la finalidad de este TFG sería la implementación de este 
protocolo a partir de los siguientes pasos: 
 
1. Estudio inicial del protocolo a través del draft original. 
 
2. Estudio de implementaciones ya existentes. 
 
3. Implementación en Java de los elementos centrales del protocolo, como 
son: el “host”, el “requester” y el AM. 
 
4. Aplicación de dicha aplicación en un demostrador. 
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Overview 
 
Nowadays we share through the internet a big amount of files and information. 
The websites that are responsible for carrying out these sharing services 
implement by themselves their own privacy rules, so that in some cases the 
user has few mechanisms to control who access to his shared resources. The 
Kantara initiative proposes a solution for this by UMA (User-Managed Access) 
protocol implementation. 
 
UMA provides a method based on OAuth 2.0 for users to control access to 
their protected resources, residing on any number of host sites, through a 
single authorization manager (AM) that governs access decisions based on 
user policy. This allows the authorizing user serve as a policy administrator 
crafting authorization strategies on his or her own behalf. 
 
A typical example is the following: a web user (authorizing user) can authorize 
a web app (requester) to gain one-time or ongoing access to a resource 
containing his home address stored at a "personal data store" service (host), 
by telling the host to act on access decisions made by his authorization 
decision-making service (authorization manager or AM). 
 
In this sense, the purpose of this TFG would be to implement this protocol from 
the following of the next steps: 
 
1. Initial study of the protocol through the initial draft. 
 
2. Study of already existing implementations. 
 
3. Java implementation of the core elements of the protocol, such as: the 
host, the requester and the AM. 
 
4. Application of the implementation in a demonstrator. 
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INTRODUCCIÓN 
 
Contexto 
 
Este proyecto surgió como iniciativa de la empresa Safelayer Secure 
Communications, S.A. en Marzo de 2012 y ha sido realizado en el marco del 
proyecto AVANZA Privacy-aware Accountability for a Trustworthy Future 
Internet (PATFI) parcialmente financiado por el Ministerio de Industria, Turismo 
y Comercio. 
 
Safelayer Secure Communications, S.A. es la compañía destacada en el 
mercado de seguridad y confianza para las TIC. Ofrece soluciones para la 
interpretación y generación de la confianza en los sistemas de información en 
entornos SOA y XML,  tecnología de autenticación, firma electrónica y cifrado 
de datos para documentos y servicios web basada en PKI. 
 
 
Motivación 
 
Las redes sociales han tenido tal efecto en las personas, que hoy en día es 
bastante difícil encontrar a alguien que no tenga un perfil en alguna de estas 
páginas. Incluso, existen personas que tienen un perfil creado en cada una de 
las distintas redes sociales. En lo que a la privacidad se refiere, cada una de 
estas redes sociales ofrecerá al usuario unas políticas de control de acceso 
distintas. Esto hace que la administración de los contenidos compartidos en 
estas páginas sea una tarea difícil y pesada. Para lidiar con este problema 
surge UMA (User-Managed Access) (ver [1]). 
 
UMA se trata de una nueva solución de gestión del acceso (consistente en una 
arquitectura y un protocolo de delegación del control de acceso basado en 
OAuth 2.0 (ver [2]). Está siendo desarrollada por la “Kantara initiative” (ver [3]) 
(para su futura contribución a la IETF) que permite al authorizing user controlar 
el acceso a sus propios recursos (identidades, preferencias…) a través del 
authorization manager (AM). Basándose en las políticas establecidas por el 
usuario, el AM puede permitir el acceso a terceras partes que soliciten tal 
información. El esquema general de UMA es el siguiente: 
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Fig. 0.1 Esquema general del funcionamiento de UMA 
 
 
Cuando un requester intenta acceder a un recurso propiedad del authorizing 
user almacenado en un host y protegido por el AM, este host le indica a donde 
ir (la localización del AM) para poder solicitar un access token y de esta manera 
concederle el acceso. Cuando interactúa con al AM, puede que sea necesario 
que transmita unos ciertos claims (p.e la edad) sobre el requesting party (p.e. 
un usuario web) que satisfaga la política del usuario. Tras verificarse en el AM 
que la requesting party cumple con las políticas establecidas por el Authorizing 
user, se le emite un access token al requester. Tras obtener este token de 
acceso el requester ya es capaz de obtener la información que ha solicitado 
originalmente en el host. 
 
La principal intención y ventaja de UMA es la centralización de la gestión de la 
privacidad de distintas páginas web en un solo punto, el Authorization Manager. 
Esto permite que las webs dejen de gestionar la privacidad de sus usuarios de 
manera individual y que deleguen esta función a una entidad externa que será 
de confianza para el usuario. A su vez, esto provoca que la gestión de la 
privacidad por parte del usuario de sus contenidos en la red sea más cómoda, 
práctica y uniforme, ya que podrá gestionar todos sus recursos diseminados 
por distintos Hosts desde un solo punto. 
 
Otra de las ventajas que presenta UMA es la personalización de las políticas de 
gestión de la privacidad. Al estar todo centralizado, se espera que el 
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authorization manager ofrezca un amplio abanico de posibilidades a la hora de 
combinar distintas políticas de privacidad que permitan al usuario tener un 
control total de sus contenidos online. 
 
Los componentes principales del esquema de UMA son: 
 
 Authorizing user: Es el propietario de los recursos, un usuario web que 
configura un authorization manager con políticas que controlan como se 
toman las decisiones de acceso cuando un requester intenta obtener 
acceso a un recurso protegido en el host. 
 
 Authorization manager (AM): Es un servidor de autorización que lleva 
a cabo las políticas establecidas por el authorizing user gobernando el 
acceso a los recursos protegidos. 
 
 Host: Es el servidor que hospeda los recursos y refuerza el acceso a 
estos por cómo se decida en el authorization manager. 
 
 Requester: Es el cliente que busca obtener acceso a un recurso 
protegido. 
 
 Requesting party: Un usuario web que utiliza un requester en busca de 
acceso a un recurso protegido. 
 
Y los términos clave empleados por UMA son: 
 
 Recurso protegido: Un recurso con acceso restringido almacenado en 
el Host. 
 
 Access token: Token de acceso que representa la autorización por 
parte de un usuario a una tercera parte para que acceda a ciertos 
contenidos del propio usuario. 
 
 Claim: Una declaración del valor o valores de uno o más atributos de 
identidad de una requesting party. 
 
 Scope: Grado de acceso limitado que es posible llevar a cabo en un 
conjunto de recursos. 
 
La finalidad de este TFG sería la implementación de este protocolo a partir de 
los siguientes pasos: 
 
1. Estudio inicial del protocolo a través del draft original. 
 
2. Estudio de implementaciones ya existentes. 
 
3. Implementación en Java de los elementos centrales del protocolo, como 
son: el “host”, el “requester” y el AM. 
 
4. Aplicación de dicha aplicación en un demostrador. 
4  Estudio e implementación de un servicio gestionado de privacidad 
 
Este trabajo está dividido por capítulos y con un orden establecido para que la 
comprensión sea la adecuada. En el capítulo 1 se habla de las bases, es decir, 
se entrará en detalle dentro de lo que es el protocolo UMA, empezando antes 
por la descripción de cómo funciona OAuth 2.0, que es una parte importante de 
UMA. 
 
En el capítulo 2 se estudia el estado del arte actual de UMA. En particular se 
estudiará una implementación desarrollada por el grupo SMART (ver [4]) con el 
ejemplo de compartición de datos entre Alice y Bob. Además se verá el 
escenario a implementar y las tecnologías utilizadas en el trabajo. 
 
En el capítulo 3 se estudia cómo se llevó a cabo la implementación de los 
elementos principales de UMA, es decir, el host, el requester y el AM. 
 
El trabajo finaliza con el capítulo 4 que incluye las conclusiones y las líneas 
futuras a desarrollar en próximos estudios. 
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CAPÍTULO 1. PROTOCOLOS 
 
1.1. OAuth 2.0 
 
1.1.1. Introducción 
 
En el modelo tradicional de autenticación cliente-servidor, el cliente solicita 
acceso a un recurso protegido en el servidor autenticándose con el servidor a 
partir de los credenciales del propietario del recurso (resource owner). Para 
poder proporcionar acceso a las aplicaciones de terceras partes al recurso 
protegido, el resource owner comparte sus credenciales con estas terceras 
partes. Este modelo genera varios problemas y limitaciones: 
 
 Las aplicaciones de terceras partes necesitan almacenar las 
credenciales del resource owner para futuros accesos (normalmente una 
contraseña en texto plano). 
 
 Los servidores han de soportar autenticación mediante contraseña, pese 
a que este método de autenticación no sea muy seguro. 
 
 Las terceras partes obtienen un amplio acceso a los recursos protegidos 
de los resource owners, dejando a estos sin ninguna posibilidad de 
restringir la duración o el acceso a un conjunto limitado de recursos. 
 
 Los resource owners no pueden revocar el acceso a terceras partes de 
manera individual sin revocar a todas las terceras partes, ya que esto se 
lleva a cabo mediante un cambio de contraseña. 
 
 Si una aplicación de una tercera parte se ve comprometida, esto hace 
que la contraseña del resource owner esté también comprometida y por 
lo tanto todo lo que esta protege. 
 
OAuth trata con todos estos problemas introduciendo una capa de autorización 
de por medio y separando el rol del cliente del rol del resource owner. Con 
OAuth, el cliente solicita acceso a los recursos controlados por el resource 
owner y hospedados por el resource server, y se le emite un conjunto de 
credenciales diferentes a las del resource owner. 
 
En lugar de utilizar las credenciales del resource owner para acceder a 
recursos protegidos, el cliente obtiene un access token (un string que denota 
un alcance, un tiempo de vida y otros atributos de acceso). Los access tokens 
son emitidos a los clientes de terceras partes  por un servidor de autorización 
con el consentimiento del resource owner. El cliente utiliza el access token para 
acceder a los recursos protegidos hospedados por el resource server. 
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Por ejemplo, un usuario final (resource owner) puede permitir a un servicio de 
impresión (cliente) el acceso a sus fotos almacenadas en un servicio de 
compartición de fotos (resource server), sin tener que compartir su nombre de 
usuario y contraseña con el servicio de impresión. En vez de esto, el usuario se 
autentica en un servidor en el cual confía el servicio de compartición de fotos 
(authorization server) el cual emite las credenciales específicas del servicio de 
impresión (access token). 
 
 
1.1.1.1. Roles 
 
OAuth define cuatro roles: 
 
 Resource owner: Entidad capaz de conceder acceso a un recurso 
protegido.  
 
 Resource server: Servidor hospedando los recursos protegidos, capaz 
de aceptar y responder a peticiones de recursos protegidos mediante 
access tokens. 
 
 Cliente: Una aplicación que genera solicitudes de recursos protegidos 
en nombre del resource owner y con su autorización. 
 
 Authorization server: Servidor que proporciona los access tokens al 
cliente tras autenticar con éxito al resource owner y obtener autorización. 
 
 
1.1.1.2. Flujo del protocolo 
 
 
 
 
Fig. 1.1 Representación general del flujo del protocolo 
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A. El cliente solicita autorización al resource owner. Esta solicitud se puede 
hacer directamente al resource owner (como muestra la figura) o, 
preferiblemente, con el authorization server como intermediario. 
 
B. El cliente recibe un authorization grant, que es una credencial que 
representa la autorización del resource owner expresada mediante uno 
de los cuatro grant types definidos más adelante. 
 
C. El cliente solicita un access token autenticándose con el authorization 
server  y presentando el authorization grant. 
 
D. El authorization server autentica al cliente y valida el authorization grant, 
y si este es válido, emite un access token. 
 
E. El cliente solicita el recurso protegido del resource server y se autentica 
presentando el access token.  
 
F. El resource server valida el access token, y si este es válido, cumple con 
la solicitud. 
 
 
1.1.1.3. Authorization grant 
 
El authorization grant es un credencial que representa la autorización del 
propietario del recurso, y que sirve para obtener el access token. Existen cuatro 
tipos de grants: authorization code, implicit, resource owner password 
credentials y client credentials, además de un mecanismo extensible para 
definir tipos adicionales. 
 
 Authorization code: Se obtiene utilizando al authorization server entre 
el cliente y el resource owner. En lugar de solicitar directamente la 
autorización al resource owner, el cliente dirige a este al authorization 
server. El authorization server autentica al resource owner y obtiene 
autorización y dirige al resource owner de vuelta al cliente con el 
authorization code. Como el resource owner solo se autentica con el 
authorization server, las credenciales del resource owner nunca son 
compartidas con el cliente. 
 
 Implicit: Este tipo de authorization grants reduce el flujo de 
comunicación, ya que el cliente al solicitar acceso recibe directamente el 
access token. En este caso el authorization server no autentica al 
cliente. Debería sopesarse su uso teniendo en cuenta las implicaciones 
que tiene esto a nivel de seguridad, sobre todo si disponemos del 
método de authorization code. 
 
 Resource owner password credentials: Este tipo sería, por ejemplo, el 
típico nombre de usuario y contraseña y puede usarse directamente 
como un authorization grant para obtener un access token. Estos 
credenciales deberían solo utilizarse cuando existe un alto nivel de 
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confianza entre el resource owner y el cliente, y cuando no existan otros 
tipos de autorizaciones.  
 
 Client credentials: Este caso se suele utilizar como authorization grant 
cuando el alcance de la autorización está limitado a recursos protegidos 
bajo el control del cliente. Uno de los casos puede ser cuando el cliente 
es el propio resource owner.   
 
 
1.1.1.4. Access token 
 
Los access token son credenciales que se utilizan para acceder a recursos 
protegidos. Un access token es un string que representa una autorización 
emitida al cliente. Los tokens representan alcances y duraciones de acceso 
específicos, garantizadas por el resource owner, y reforzadas por el resource 
server y el authorization server. 
 
 
1.1.1.5. Refresh token 
 
Los refresh tokens son credenciales utilizadas para obtener access tokens. Son 
emitidos al cliente por el authorization server, y sirven para que una vez 
caducado el access token, poder obtener un access token nuevo. 
 
 
1.1.2. Registro del cliente 
 
Antes de inicializar el protocolo, el cliente ha de registrarse con el authorization 
server. Este registro típicamente conlleva una interacción con un formulario de 
registro HTML. En este registro, el desarrollador del cliente debería especificar: 
 
 El tipo de cliente. 
 
 Las URIs de redireccionamiento del cliente. 
 
 Cualquier otra información que requiera el authorization server (por 
ejemplo, el nombre de la aplicación, dirección web, etc.). 
 
 
1.1.2.1. Tipos de clientes 
 
OAuth define dos tipos de clientes basándose en su habilidad de autenticarse 
con seguridad con el authorization server:  
 
 Confidencial: El cliente es capaz de mantener la confidencialidad de 
sus credenciales. 
Protocolos  9 
 
 Público: El cliente es incapaz de mantener la confidencialidad de sus 
credenciales. 
 
 
1.1.2.2. Identificador del cliente 
 
El authorization server emite al cliente registrado un identificador (un string que 
representa la información de registro proporcionada por el cliente). Este 
identificador es único para el authorization server, no es secreto (se le expone 
al resource owner) y nunca debe ser utilizado individualmente para la 
autenticación del cliente.   
 
 
1.1.2.3. Autenticación del cliente 
 
Si el tipo de cliente es confidencial, el cliente y el authorization server 
establecen un método de autenticación que encaje con los requisitos de 
seguridad del authorization server. A los clientes confidencial se les suele emitir 
unos credenciales que les permitan autenticarse con el authorization server 
(por ejemplo una contraseña o un par de claves pública/privada).  
 
 
1.1.2.4. Password del cliente 
 
Los clientes que posean una contraseña pueden autenticarse con el 
authorization server utilizando el esquema básico de autenticación HTTP (ver 
[5]). El identificador del cliente se codifica empleando el algoritmo de 
codificación "application/x-www-form-urlencoded", y el valor codificado se utiliza 
como el username; la contraseña del cliente se codifica de la misma manera y 
se utiliza como el password. 
 
Como alternativa, el authorization server podría aceptar que se incluyeran las 
credenciales del cliente en el cuerpo de la solicitud utilizando los parámetros 
“client_id” y “client_secret”.  
 
 
1.1.3. Obtención de la autorización y el access token 
 
Para solicitar el access token el cliente necesita obtener primero autorización 
por parte del resource owner. Esta autorización se representa con el 
authorization grant que el cliente utiliza para obtener el access token. En este 
caso solo veremos cómo obtener la autorización con el Authorization code 
grant, que es el más utilizado. 
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1.1.3.1. Authorization code grant 
 
Se utiliza para obtener access tokens y refresh tokens y está optimizado para 
clientes confidenciales. La siguiente figura representa el flujo de mensajes para 
la obtención de la autorización: 
 
 
 
 
Fig. 1.2 Representación del flujo del protocolo utilizando el authorization code 
 
 
A. El cliente inicia el flujo dirigiendo al user-agent del resource owner al 
authorization server. El cliente incluye su identifador, el local state 
(parámetro utilizado para mantener el estado entre la petición y la 
respuesta) y una URI de redirección hacia donde el authorization server 
enviará al user-agent una vez el acceso haya sido concedido o 
denegado. 
 
B. El authorization server autentica al resource owner (a través del user-
agent) y establece si el resource owner concede o deniega la solicitud 
de acceso del cliente.  
 
C. Asumiendo que el resource owner concede el acceso, el authorization 
server redirige al user-agent de vuelta al cliente utilizando la URI de 
redirección que se le proporcionó con anterioridad. La URI de 
redirección incluye el authorization code y el local state que proporcionó 
el cliente con anterioridad. 
 
D. El cliente solicita un access token del authorization server incluyendo el 
authorization code recibido en el paso anterior. Al hacer la solicitud, el 
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cliente se autentica con el authorization server. Por motivos de 
verificación el cliente incluye la URI de redirección utilizada para obtener 
el authorization code.  
 
E. El authorization server autentica al cliente, valida el authorization code, y 
se asegura que la URI de redirección recibida es la misma que la 
utilizada para redirigir en el paso C. Si todo esta correcto, el 
authorization server responde con un access token y, opcionalmente, 
también con un refresh token. 
 
 
1.1.4. Implementación del protocolo 
 
El escenario de OAuth que más se suele desarrollar es aquel en el que el 
Authorization Server y el Resource Server son la misma máquina. Siendo este 
el caso, el nuevo flujo de mensajes quedaría de la siguiente manera:  
 
 
 
 
Fig. 1.3 Flujo OAuth implementado 
 
 
1. En este caso es el resource owner el que inicia el flujo y el cliente lo que 
busca es poder acceder al resource server en su nombre. Para ello, el 
cliente  primero redirige al resource owner hacia el authorization server 
incluyendo en la URI de redirección, su “client_id” y el parámetro state. 
 
2. El resource owner se autentica en el authorization server y autoriza el 
acceso al cliente para que pueda acceder en su nombre. El authorization  
server entonces redirige al resource owner hacia el cliente junto al 
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authorization code devolviéndole el parámetro state para que se pueda 
verificar el estado. 
 
3. El cliente obtiene el authorization code y, con él y la URI de redirección, 
se dirige hacia el authorization server en el cual se autentica mediante 
su “client_id” y su “client_secret”. Una vez autenticado y verificado el 
authorization code, el authorization server responde con un access token 
y, opcionalmente, también con un refresh token. 
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1.2. User-Managed Access (UMA) 
 
1.2.1. Introducción 
 
UMA proporciona un método basado en OAuth 2.0 para que los usuarios 
controlen el acceso a sus recursos protegidos, que residen en varios hosts, a 
través de un solo Authorization Manager (AM) que controla las decisiones de 
acceso basándose en las políticas del usuario. 
 
En la configuración de empresa, la administración del acceso a las aplicaciones 
suele conllevar dejar a las aplicaciones de back-office servir solo como policy 
enforcement points (PEPs), dependiendo por completo de las decisiones de 
acceso que vienen de un policy decision point (PDP) central para controlar el 
acceso que proporcionan a los requesters. Esta separación facilita la auditoría  
y permite una administración de políticas escalable en varias dimensiones. 
UMA hace uso de una separación similar a esta, dejando al authorizing user 
servir como el administrador de las políticas elaborando sus propias estrategias 
de autorización.  
 
 
 
 
Fig. 1.4 Flujo general del protocolo UMA 
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El protocolo UMA puede ser visto como avance del OAuth 2.0. De manera 
general, un AM puede ser visto como un authorization server en OAuth; un host 
puede verse como un resource server; y un requester puede verse como un 
client, adquiriendo un access token y la autorización para acceder a un recurso 
protegido dentro del host. 
 
A grandes rasgos, UMA se puede dividir en tres fases: 
 
 Proteger un recurso: El authorizing user ha decidido utilizar un host 
para administrar (A) recursos online, y presenta este host a un AM 
mediante una interacción OAuth-mediated que resulta en el AM 
proporcionando al host un Protection API Token (PAT). El host utiliza la 
API de protección del AM para decirle que conjunto de recursos hay que 
proteger (C). Por otro lado, y sin nada que ver con el protocolo UMA, el 
authorizing user enseña al AM que políticas adjuntar al conjunto de 
recursos registrado (B). El requester no se encuentran aún sobre la 
mesa. 
 
 Obtener autorización: Esta fase involucra al requester, al host y al AM. 
Puede además involucrar una acción sincronizada por parte del 
authorizing user si esta persona es el mismo requester. Esta fase está 
dominada por un bucle de actividad, en el cual, el requester aborda al 
host buscando acceso a un recurso protegido. Para poder acceder al 
recurso protegido en el host, el requester debe obtener un Requester 
Permission Token (RPT) del AM. El requester, por lo tanto, es dirigido 
hacía al AM para pedir autorización (D) para los permisos que busca. 
Para hacer esto, debe demostrar al AM que cumple con la política de 
autorización del resource owner que gobierna el recurso buscado y con 
el alcance del acceso si todavía no posee el permiso de acceso 
requerido. Para utilizar la API de autorización del AM en primer lugar, la 
parte solicitante tiene que consentir en lidiar con el AM en proporcionar 
claims, lo cual resulta en el requester obteniendo un Authorization API 
Token (AAT) del AM. 
 
 Acceder a un recurso: Esta fase incluye al requester presentando con 
éxito  un RPT que tiene suficiente permiso asociado con él al host de 
manera que obtenga acceso (E) al recurso deseado. 
 
 
1.2.2. APIs y protección 
 
Todas las APIs que contempla UMA se encuentran protegidas mediante OAuth. 
Se distinguen tres tipos de access tokens que garantizan el acceso a las APIs: 
 
 Protection API Token (PAT): Token emitido por el AM al Host, una vez 
ha sido autorizado por el authorizing user, para acceder a la API de 
protección del AM. El PAT engloba un authorizing user, un host utilizado 
por el authorizing user para gestionar sus recursos, y un AM utilizado 
también por el authorizing user. Representa el consentimiento del 
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authorizing user para que el host confíe en el AM para proteger sus 
recursos.  
 
 Requester Permission Token (RPT): Token emitido por el AM para 
garantizar el acceso del requester al recurso protegido dentro del host. 
El RPT engloba una requesting party, un requester utilizado por la 
requesting party, un host en el que residen los recursos de interés, y el 
AM que protege esos recursos. Representa un conjunto de permisos 
otorgados por el AM al requester para acceder a algunos recursos 
protegidos en el host. 
 
 Authorization API Token (AAT): Token emitido por el AM al Requester, 
una vez ha sido autorizado por la requesting party, para acceder a la API 
de autorización del AM. El AAT engloba una requesting party, un 
requester utilizado por la requesting party, y un AM que protege los 
recursos a los cuales desea acceder el requester en nombre de la 
requesting party. 
 
UMA distingue tres APIs distintas: 
 
 API de protección: API presentada por el AM y que consiste en un 
endpoint para el registro de los recursos, un endpoint para registrar los 
permisos solicitados por el requester, y un endpoint  para comprobar la 
validez de un RPT. Estos endpoints los incluye el AM en su información 
de configuración. 
 
 API de autorización: API presentada por el AM y que consiste en un 
endpoint de emisión de RPTs y un endpoint de solicitud de autorización. 
Estos endpoints los incluye el AM en su información de configuración. 
 
 API del Host: El host presenta al requester uno o mas endpoints por 
cada recurso protegido. Estos endpoints se le proporcionan al 
authorizing user para que comparta sus recursos. 
 
Todas las URIs de los endpoints deberían requerir el uso de mecanismos de 
seguridad a nivel de transporte como SSL/TLS. 
 
 
1.2.3. Información de configuración del AM 
 
La información de configuración consiste en un conjunto de opciones y 
endpoints soportados por el AM. El AM debe proveer esta información en un 
objeto JSON. El endpoint en el que se puede obtener esta información ha de 
ser del estilo de las URIs “.well-known” (ver [6]): https://example.com/.well-
known/uma-configuration (suponiendo que https://example.com es la 
URL del AM). Este sería un ejemplo de la información de configuración de un 
AM: 
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Fig. 1.5 Ejemplo de objeto JSON con la información de configuración del AM 
 
 
En el capítulo 3 se verá, mediante un ejemplo más claro, que representa cada 
uno de los parámetros incluidos en la información de configuración del AM. 
 
 
1.2.4. Protección de un recurso 
 
Se trata de la primera fase del protocolo UMA. En esta fase intervienen el 
authorizing user, el host  y el AM. Los siguientes puntos explican cada uno de 
los pasos a seguir para completar el proceso. Los flujos de mensajes que 
comportan establecer en estos pasos se explican en el capítulo 3, de manera 
que, gracias al ejemplo implementado, quede mejor explicado y sea más 
entendible. 
 
 
1.2.4.1. El host solicita la información de configuración del AM 
 
El host necesita conocer todos los endpoints de la API de protección del AM 
antes que pueda interactuar con este para proteger un recurso. Para realizar 
este proceso, el authorizing user debe proporcionarle la ubicación del AM, por 
ejemplo, rellenando un formulario introduciendo la URL de este. Otra opción 
que podría darse es que el host ya esté configurado para trabajar con un solo 
AM, y por lo tanto no necesite que el authorizing user le proporcione ningún 
dato. 
 
A partir de la URL obtenida, el host realiza una petición GET, y el AM le 
responderá con un objeto JSON como el de la figura 1.5. 
 
 
{ 
"version":"1.0", 
"issuer":"https://example.com", 
"pat_profiles_supported":["bearer"], 
"aat_profiles_supported":["bearer"], 
"rpt_profiles_supported":["bearer"], 
"pat_grant_types_supported":["authorization_code"], 
"aat_grant_types_supported":["authorization_code"], 
"claim_profiles_supported":["openid"], 
"dynamic_client_endpoint":"https://as.example.com/dyn_client_reg_uri", 
"token_endpoint":"https://as.example.com/token_uri", 
"user_endpoint":"https://as.example.com/user_uri", 
"resource_set_registration_endpoint":"https://as.example.com/rsrc_uri", 
"introspection_endpoint":"https://as.example.com/status_uri", 
"permission_registration_endpoint":"https://as.example.com/perm_uri", 
"rpt_endpoint":"https://as.example.com/rpt_uri", 
"authorization_request_endpoint":"https://as.example.com/perm_uri" 
} 
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1.2.4.2. El host se registra en el AM 
 
En este paso el host, si no lo ha hecho antes, debe registrarse en el AM de 
manera que obtenga de este un identificador y un secreto para poder iniciar 
flujos OAuth con el AM. 
 
 
1.2.4.3. El host obtiene el Protection API Token (PAT) 
 
En este paso el host obtiene el PAT del AM. Para ello, el host debe utilizar 
OAuth 2.0. En este paso, desde el punto de vista de OAuth, el host actúa en el 
rol de un cliente, el authorizing user actúa en el rol de un resource owner y el 
AM actúa en el rol de authorization server. Una vez el host ha obtenido el PAT, 
lo utiliza para acceder a varios endpoints de la API de protección del AM. En 
estos casos el AM actua en el rol de un resource server OAuth. 
 
 
1.2.4.4. El host registra los recursos a proteger 
 
En este paso el host, mediante el PAT recién obtenido, accede al endpoint de 
registro de recursos del AM para registrar allí el recurso, o el conjunto de 
recursos que el authorizing user desea proteger. Para registrarlos, lo que hace 
el host es enviar una descripción del recurso/s que registra, y por lo tanto, 
acaba creando en el AM una descripción del recurso/s a proteger. 
 
A parte de registrar recursos, en el mismo endpoint de registro de recursos, el 
host dispone de varias opciones. Esta sería una lista de las opciones 
disponibles con el tipo de petición HTTP en cada caso (la palabra “rsid” hace 
referencia a “resource set id”): 
 
 Crear la descripción del recurso/s: PUT /resource_set/{rsid}. 
 
 Leer la descripción del recurso/s: GET /resource_set/{rsid}. 
 
 Actualizar la descripción del recurso/s: PUT /resource_set/{rsid} con 
un If-Match. El parámetro If-Match, sirve para asegurar de que se trata 
del recurso buscado, y en él hay que añadir el Entity Tag (ETag), que es 
un parámetro que indica la versión que tiene almacenada el AM del 
recurso. 
 
 Eliminar la descripción del recurso/s: DELETE /resource_set/{rsid}. 
 
 Listar las descripciones de los recursos: GET /resource_set/ con un 
If-Match. 
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1.2.5. Obtención de la autorización y acceso al recurso. 
 
La segunda fase del protocolo UMA consiste en obtener la autorización para 
poder acceder al recurso protegido y la tercera fase consiste en el acceso a 
dicho recurso. En esta fase el AM se encarga de dirigir y controlar el acceso de 
las requesting parties a los recursos protegidos del authorizing user en el host 
bajo las condiciones establecidas por este usuario. 
 
La tercera fase no es más que el proceso completado con éxito de varias 
interacciones entre el requester, el host y el AM durante la segunda fase. En 
este apartado se hará una descripción de los pasos a seguir para completar 
este proceso, pero el flujo de mensajes no se verá hasta el capítulo 3, donde se 
podrá entender mejor. 
 
 
1.2.5.1. Requester-Host: Intento de acceso al recurso protegido 
 
El requester típicamente intenta acceder directamente al recurso de interés en 
el host. El requester debe haber obtenido la información de la ubicación del 
recurso protegido por otra banda. Además también se espera que el requester 
adquiera por su cuenta el conocimiento necesario para saber cómo interactuar 
con el host. Un ejemplo sería hacer una petición GET a la URL del recurso al 
que se desea acceder. 
 
En esta petición de acceso al recurso el requester deberá adjuntar el RPT (si 
dispone de él). El host acabará respondiendo de una de las siguientes maneras 
dependiendo del caso: 
 
 El requester no dispone de un RPT: Al no presentar ningún access 
token el host devolverá un mensaje “HTTP 401 Unauthorized”, 
adjuntando en este mensaje de respuesta la URI del AM de manera que 
el requester pueda adquirir la información de configuración del AM, y con 
ello, la dirección en la cual adquirir un RPT. 
 
 El requester presenta un RPT con permisos insuficientes: Al tener 
adjuntado el RPT, lo primero que ha de hacer el host es verificar el 
estado de este en el AM (apartado 1.2.5.3). Si el RPT es inválido, el host 
redirige al requester al endpoint de solicitud del RPT en el AM para que 
pueda obtener un RPT correcto. 
 
Por el contrario, si el RPT es válido pero posee insuficientes permisos 
para el tipo de acceso buscado, el host debe registrar un permiso en el 
AM que satisfaga este tipo de acceso buscado y devolver al requester 
un mensaje “HTTP 403 Forbidden” junto con la URI del AM adjuntada en 
la cabecera de la respuesta y un objeto JSON en el cuerpo que 
contenga un permission ticket recién obtenido del AM. Este proceso se 
explica con más detalle en el apartado 1.2.5.2. 
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 El requester presenta un RPT válido con suficientes permisos: Si el 
RPT adjuntado en la petición de acceso al recurso es válido y además 
presenta al menos un permiso que satisfaga el tipo de acceso buscado 
por el requester, el host concederá el acceso al recurso protegido 
solicitado. 
 
 
1.2.5.2. Host-AM: Registrar un permiso 
 
Como se ha visto antes, al recibir una petición de acceso a un recurso con un 
RPT que posee permisos insuficientes, el host deberá registrar un permiso en 
el AM que satisfaga el tipo de acceso buscado por el requester.  
 
El host registrará el permiso en AM mediante una petición POST en la cual 
adjuntará el PAT para poder obtener el acceso al endpoint correspondiente. En 
el cuerpo de la petición incluirá un objeto JSON con el permiso solicitado. 
 
En caso de que el registro haya concluido con éxito, el AM responde un 
mensaje “HTTP 201 Created” incluyendo el permission ticket en un objeto 
JSON dentro del cuerpo del mensaje. El host proporcionará este permission 
ticket al requester en su respuesta. 
 
El permission ticket es un valor aleatorio con un corto periodo de vida que 
representa un permiso registrado el AM por el host. Cuando el requester 
solicite al AM añadir un permiso a su RPT, deberá adjuntar a la petición el 
permission ticket. 
 
 
1.2.5.3. El host determina el estado del RPT 
 
Al recibir un RPT, el host debe determinar su estado antes de garantizar 
cualquier acceso al requester. Un RPT proporcionado por el requester al host 
está vinculado a un conjunto de permisos que dictan si el requester está 
autorizado a acceder o no. 
 
Para determinar el estado del RPT el host realiza una petición GET al endpoint 
que corresponda, adjuntando su PAT en la cabecera de autorización para 
poder acceder.  
 
El AM responde a esta petición con un mensaje “HTTP 200 OK” incluyendo un 
objeto JSON dentro del cuerpo del mensaje. En este objeto JSON se indicará 
el estado del RPT. En el caso de que sea válido, se incluyen en el objeto JSON 
una lista con los permisos de los que dispone el RPT. Si el permiso necesario 
para acceder al recurso no está en la lista, es cuando el host tendrá que 
registrarlo en el AM tal y como se explicaba en el punto anterior. 
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1.2.5.4. Requester-AM: Solicitud del RPT y de permisos 
 
Un requester realizando una petición de acceso a un recurso sin acompañarla 
de un RPT o acompañándola con un RPT inválido provoca un mensaje de 
respuesta del host “HTTP 401 Unauthorized”, junto con la localización del AM, 
del cual el requester puede aprender el endpoint de solicitud del RPT. En este 
caso el requester debe obtener el RPT del endpoint aprendido. 
 
Un requester realizando una petición de acceso a un recurso con un RPT 
válido que tenga permisos insuficientes recibirá un mensaje de respuesta del 
host “HTTP 403 Forbidden” junto con un permission ticket adjunto dentro de un 
objeto JSON. En este caso, el requester utiliza este permission ticket para 
solicitar el permiso necesario para que se le asocie a su RPT. 
 
Igual que anteriormente ocurría con el host ahora el requester también tendrá 
que: 
 
 Solicitar la información de configuración del AM: De esta manera 
puede aprender los endpoints de la API de autorización del AM, de 
manera que pueda solicitar el RPT y registrar permisos en este. 
 
 Registrarse en el AM: En este paso obtiene (si no se ha registrado 
previamente) su identificador y secreto del AM para poder iniciar los 
flujos OAuth. 
 
A parte de estos dos pasos, que ya se explicaron en el apartado 1.2.4, el 
requester tendrá que: 
 
 Obtener el Authorization API Token (AAT): En este paso el requester 
obtiene el AAT del AM. Para ello, el requester debe utilizar OAuth 2.0. 
En este paso, desde el punto de vista de OAuth, el requester actúa en el 
rol de un cliente, la requesting party actúa en el rol de un resource owner 
y el AM actúa en el rol de authorization server. Una vez el host ha 
obtenido el AAT, lo utiliza para acceder a varios endpoints de la API de 
autorización del AM. En estos casos el AM actúa en el rol de un 
resource server OAuth. 
 
 Obtener el Requester Permission Token (RPT): En este punto el 
requester solicita el RPT para poder acceder al recurso protegido en el 
host. Para solicitarlo ejecuta una petición POST en el endpoint 
correspondiente del AM. Para esto, necesitará adjuntar en la cabecera 
de autorización su AAT de manera que pueda obtener el acceso al AM.  
 
El AM responderá con mensaje “HTTP 201 Created” junto con el RPT 
dentro de un objeto JSON. En un principio este RPT no estará asociado 
a ningún permiso y por lo tanto todavía no sirve para obtener acceso al 
recurso. Una vez el requester dispone del RPT, ya puede solicitar 
autorización al AM para añadir permisos al RPT. 
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 Solicitar autorización para añadir un permiso: Una vez el requester 
se encuentra en posesión del AAT, del RPT y de un permission ticket, ya 
puede solicitar al AM la autorización para añadir el permiso solicitado a 
su RPT. Para ello el realiza una petición POST al endpoint de solicitud 
de permisos, añadiendo el AAT en la cabecera de autorización, y el RPT 
y el permission ticket en el cuerpo del mensaje. 
 
El AM utiliza el ticket para localizar el permiso registrado anteriormente 
por el host y comprueba que el requester cumpla con las políticas 
establecidas por el authorizing user. En caso de no cumplir con estas 
políticas se le deniega el acceso con un mensaje “HTTP 401 
Unauthorized”. Si por lo contrario, cumple con las políticas se le 
responde con un mensaje “HTTP 200 OK”, y a partir de ahí el requester 
ya estará autorizado para acceder al recurso. 
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CAPÍTULO 2. ESTUDIO Y DEFINICIÓN DEL PROYECTO 
 
2.1. Proyecto SMART 
 
“Kantara Initiative” es una asociación profesional sin ánimo de lucro dedicada al 
avance de la innovación técnica y jurídica relacionada con la gestión de la 
identidad digital. Cuenta con miembros y participantes de 11 países. 
 
Dentro de esta iniciativa existe un grupo de trabajo dedicado al desarrollo de 
UMA. Dicho grupo tiene desarrolladas ya varias implementaciones, entre ellas, 
la desarrollada por la universidad de Newcastle. Esta universidad formó el 
proyecto SMART (Student-Managed Access to Online Resources) para que, tal 
como su nombre indica, los estudiantes pudieran controlar el acceso a su 
información académica. Todo el desarrollo del proyecto fue expuesto en forma 
de blog (ver [7]) en el que se iban publicando los últimos avances realizados. 
 
El proyecto SMART está desarrollado en Phyton, y fue el que se eligió como 
modelo a seguir a la hora de realizar este proyecto.  
 
 
2.1.1. Escenario desarrollado por SMART 
 
El escenario que plantea el grupo del proyecto SMART consiste en la 
compartición de cierta información académica de Alice con una aplicación 
externa controlada por Bob, el cual accede a dicha información tras ser 
autorizado por un AM. 
 
Claramente se ve cómo se desarrollan los tres elementos principales de UMA. 
Por un lado está la aplicación que dispone de los datos de Alice (que sería el 
host del mundo UMA) denominada “PUMA Host One”. Por otro lado está la 
aplicación controlada por Bob (que sería el requester dentro del mundo de 
UMA) que quiere acceder a cierta información de Alice disponible en “PUMA 
Host One”. Esta otra aplicación la denominan “PUMA Requester One”. 
 
Por último, el elemento más importante, el AM, que se encarga de gestionar los 
accesos a “PUMA Host One” a partir de las políticas establecidas por Alice y el 
cual quedó denominado por “SMARTAM”. En este caso, la política que 
decidieron aplicar a modo de ejemplo fue la de avisar a Alice cada vez que 
alguien intenta acceder a un recurso suyo, y hasta que ella no autorice el 
acceso Bob no pueda acceder. 
 
De forma resumida, los pasos que implementaron fueron los siguientes: 
 
 Alice comparte un recurso. 
 
 El Host registra y protege el recurso en el AM. 
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 Bob solicita acceso al recurso. 
 
 Alice autoriza el acceso y Bob accede al recurso. 
 
 
El recurso a proteger se trataba en este ejemplo del nombre de Alice. A 
continuación se puede ver una representación gráfica del escenario 
implementado: 
 
 
 
 
Fig. 2.1 Representación gráfica del escenario del proyecto SMART 
 
 
El grupo SMART dispone de unas diapositivas (ver [8]) en las que se puede ver 
este ejemplo con distintos pantallazos de las aplicaciones desarrolladas. 
 
Como se verá más adelante, este escenario ha sido la base a la hora de 
desarrollar este proyecto y fue utilizado como modelo a seguir.  
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2.2. Tecnologías a utilizar 
 
Para el desarrollo del proyecto es necesaria la implementación de varios 
servicios webs, cada uno representando una de las partes de UMA, es decir, el 
Host, el Requester y el AM. Para la implementación de estos se ha utilizado el 
lenguaje de programación Java por su simplicidad a la hora de desarrollar 
entornos web.  
 
A partir de aquí será necesario un entorno de desarrollo (Eclipse), un 
framework de desarrollo (Wicket), un servidor web (Tomcat) y un sistema de 
cifrado eficiente para permitir las comunicaciones seguras (SSL/TLS).  
 
Además, para el control de los datos será necesario un sistema de gestión de 
bases de datos (MySQL) y una herramienta de mapeo de estos datos a la 
aplicación (Hibernate). El envío de esta información se realiza a partir de 
objetos JSON incorporados dentro del cuerpo de los mensajes tal y como dicta 
OAuth y UMA. 
 
Por último, para facilitar la gestión del proyecto se ha utilizado Maven, y para 
facilitar la implementación del flujo OAuth, se ha utilizado la librería del proyecto 
Apache Oltu. 
 
 
2.2.1. Eclipse 
 
Eclipse (ver [9]) es un entorno de desarrollo de software que comprende un 
espacio de trabajo y un sistema de expansión por plug-ins. Se utiliza sobre todo 
para programar en Java, pero por medio de varios plug-ins puede ser utilizado 
también para programar en C, C++, PHP, Phyton…  
 
En el desarrollo de este proyecto se ha utilizado la versión Indigo Service 
Release 2. 
 
 
2.2.2. Wicket 
 
Apache Wicket (o Wicket a secas) (ver [10])  es un framework de desarrollo 
para aplicaciones web basado en Java. Se trata de un proyecto de la Apache 
Software Foundation (ver [11]) y es código abierto. Su principal ventaja es que 
implementa el patrón MVC (Modelo Vista Controlador), lo que permite el uso de 
“puro Java” y “puro HTML” por separado, lo que hace que Wicket sea fácil. 
 
La versión de Wicket utilizada en la implementación del proyecto ha sido la 
6.2.0. 
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2.2.3. Tomcat 
 
Apache Tomcat (ver [12]) se trata de un contenedor de servlets que ha sido 
desarrollado por el proyecto Jakarta en la Apache Software Foundation. 
Consiste básicamente en un servidor web en Java con soporte para servlets y 
JSPs. 
 
Se ha utilizado en el desarrollo del proyecto la versión 7 de Tomcat. 
 
 
2.2.4. SSL/TLS 
 
SSL/TLS (ver [13]) se trata de un protocolo criptográfico que proporciona 
seguridad en las comunicaciones a través de la red. Su principal función 
consiste en proporcionar autenticación y privacidad. Los pasos típicos de este 
protocolo son: 
 
1. Las partes negocian el algoritmo que van a utilizar durante la 
comunicación. 
 
2. Se intercambian las claves públicas y se realiza la autenticación a través 
de certificados digitales. 
 
3. Se utiliza un cifrado simétrico para cifrar la comunicación. 
 
 
2.2.5. MySQL 
 
MySQL (ver [14]) es un sistema de gestión de bases de datos muy popular 
desarrollado por Sun Microsystems. Se utiliza sobretodo en el desarrollo de 
aplicaciones web. Permite el acceso a la base de datos a partir de código Java. 
 
 
2.2.6. Hibernate 
 
Hibernate (ver [15]) es una herramienta de mapeo objeto-relacional (ORM) 
desarrollada principalmente para el lenguaje de programación Java. 
Proporciona un framework para mapear clases Java a tablas dentro de la base 
de datos SQL. También permite generar llamadas SQL para obtener 
información desde la base de datos y convertirla a objetos Java. 
 
 
 
 
26  Estudio e implementación de un servicio gestionado de privacidad 
 
2.2.7. JSON 
 
JSON (ver [16]) son las siglas de JavaScript Object Notation. Se trata de un 
formato ligero para el intercambio de datos y se suele utilizar como alternativa a 
XML. Una de las principales ventajas de JSON es la facilidad con la que se 
puede escribir un analizador sintáctico (parser) de JSON. 
 
JSON se emplea habitualmente en entornos en los que el tamaño de flujo de 
datos entre cliente y servidor es de gran importancia. De ahí que se utilice 
dentro de protocolos como OAuth y UMA. 
 
 
2.2.8. Maven 
 
Maven (ver [17]), al igual que Tomcat, se trata de un proyecto de la Apache 
Software Foundation. Se trata de una herramienta de software utilizada para la 
gestión y la construcción de proyecto Java. Maven utiliza un Project Object 
Model (POM) para describir el proyecto de software que se va a construir, las 
dependencias de otros módulos y componentes externos, y el orden de 
construcción de los elementos. 
 
 
2.2.9. Apache Oltu 
 
Apache Oltu (ver [18]) empezó siendo una librería Java desarrollada por el 
grupo SMART denominada “leeloo”. Pero con el apoyo de la Apache Software 
Foundation pasó a formar parte del proyecto Apache Oltu. Se trata de una 
implementación del protocolo OAuth para Java.  
 
 
2.3. Definición del escenario JUMA 
 
El nombre elegido para el escenario, JUMA, viene de añadirle a UMA la “J” de 
Java, ya que la implementación de este se ha hecho en este lenguaje de 
programación. 
 
El escenario a implementar (Fig. 2.2), tal y como se comentó anteriormente, es 
muy parecido al realizado en el proyecto SMART. En este escenario el 
authorizing user (Alice) dispone de unas imágenes almacenadas en el host 
(JUMA Host) y controla el acceso a estas a través del AM (Safe AM). La 
requesting party (Bob) necesita acceder al requester (JUMA Requester) para 
solicitar el acceso a la imagen de  Alice (previa autorización por parte de Safe 
AM). La siguiente figura es una descripción gráfica de lo que sería el escenario 
inicial: 
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Fig. 2.2 Representación gráfica del escenario JUMA 
 
Tal y como se puede apreciar en la figura, se lleva a cabo la implementación de 
los 3 elementos principales de UMA: Host, Requester y AM. A continuación se 
describe la función de cada uno de cara a este escenario. 
 
 
2.3.1. JUMA Host 
 
JUMA Host en este escenario hace de un servicio web que ofrece un servicio 
de compartición de imágenes. En él Alice almacena todas sus fotos. El acceso 
a esta web se puede hacer por usuario y contraseña (si el usuario está 
registrado) o con una cuenta de Google+. Su URL es 
https://localhost:8453/Host. Toda la web se encuentra cifrada mediante SSL. 
 
Una vez Alice inicia sesión en la web, accede al menú principal de JUMA Host 
(Fig. 2.3). Desde este menú Alice dispone de tres opciones: 
 
1. Puede visualizar cualquiera de sus fotos subidas. 
 
2. Puede elegir compartir o dejar de compartir alguna de sus fotos (esto 
requiere de un intercambio de mensajes entre JUMA Host y Safe AM 
para registrar/desregistrar la foto en el AM). 
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3. Si una de las imágenes está siendo compartida, puede visualizar la URL 
que ha de pasar a Bob para que este pueda acceder a la imagen. 
 
 
 
 
Fig. 2.3 Menú de la web de JUMA Host 
 
 
2.3.2. Safe AM 
 
Safe AM, tal y como su nombre indica, sería el AM del escenario UMA. En él, 
Alice puede gestionar el acceso a sus imágenes compartidas. Además Bob 
podrá solicitar acceso a las imágenes de Alice a través de Safe AM. El acceso 
a esta web también se puede hacer por usuario y contraseña (si el usuario está 
registrado) o con una cuenta de Google+. Su URL es https://localhost:8443/AM. 
La web se encuentra cifrada mediante SSL. 
 
En el menú de Safe AM (Fig. 2.4), tras iniciar sesión, Alice dispone de  tres 
opciones: 
 
 Puede visualizar información sobre el número de accesos que ha habido 
hacia sus recursos, y ver cuales no han sido verificados. 
 
 Puede establecer distintas políticas de acceso para cada una de sus 
imágenes. 
  
 Puede ver quien ha sido el usuario que ha accedido a sus imágenes, y 
en qué momento se hizo dicho acceso.  
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Fig. 2.4 Menú de la web de Safe AM 
 
 
2.3.3. JUMA Requester 
 
Como tercer elemento principal de UMA está JUMA Requester, que haría de 
servicio web que serviría para coleccionar fotos de amigos en un solo punto. 
Bob solicita el acceso a las imágenes de Alice a través de esta web. El acceso 
a esta web, igual que las anteriores, también se puede hacer por usuario y 
contraseña (si el usuario está registrado) o con una cuenta de Google+. Su 
URL es https://localhost:8463/Requester. La web se encuentra cifrada 
mediante SSL. 
 
Una vez Bob accede al menú de la web (Fig. 2.5), tras iniciar sesión, se le 
ofrecen 2 opciones: 
 
1. Puede, mediante la URL que le habrá enviado Alice, descargar 
imágenes desde JUMA Host. 
 
2. Puede visualizar las imágenes que tiene descargadas. 
 
3. También puede eliminar las imágenes descargadas que ya no desee 
conservar. 
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Fig. 2.5 Menú de la web de JUMA Requester 
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CAPÍTULO 3. IMPLEMENTACIÓN DEL PROYECTO 
 
 
La implementación de este escenario se divide en tres fases: 
 
 Fase I: En esta primera fase se desarrolla el flujo de mensajes que 
existe en la parte de protección de los recursos, es decir, la 
comunicación que habrá entre Alice, JUMA Host y Safe AM. 
 
 Fase II: En la segunda fase se desarrolla el flujo de mensajes que existe 
en la parte de la solicitud de acceso por parte de Bob a través de JUMA 
Requester a las imágenes de Alice. Los componentes que entran en 
juego en esta fase serán por lo tanto: Bob, JUMA Requester, JUMA Host 
y Safe AM. 
 
 Fase III: En esta última fase se desarrollan funcionalidades extra en el 
AM para poder añadir diferentes políticas a los recursos registrados y 
obtener información sobre los accesos a estos recursos. 
 
 
3.1. Fase I 
 
Tal y como se ha visto en el capítulo 2, con tal de proteger un recurso, el host 
debe registrarlo en el AM. En este escenario, Alice decide compartir una 
imagen, y por lo tanto, JUMA Host ha de registrar dicha imagen en Safe AM. 
Sin embargo, antes Alice ha de autorizar que JUMA Host acceda en su nombre 
a Safe AM mediante un flujo OAuth 2.0.  
 
El flujo de mensajes quedaría dividido en cuatro partes (Fig. 3.1): 
 
1. Login de Alice en JUMA Host. 
 
2. Compartir una imagen de Alice. 
 
3. Obtención de la información de configuración de Safe AM. 
 
4. Flujo OAuth 2.0 y registro de la imagen en Safe AM. 
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Fig. 3.1 Flujo de mensajes de la Fase I 
 
 
A continuación viene una descripción detallada de cada uno de los puntos 
marcados en la Fig. 3.1. 
 
 
3.1.1. Login de Alice en JUMA Host 
 
Este apartado corresponde al punto 1 (Fig. 3.1). Es el principio del flujo de 
mensajes. Alice se autentica en el JUMA Host para poder acceder a sus 
recursos almacenados en él. 
 
 
3.1.2. Compartir una imagen de Alice 
 
Este apartado corresponde al punto 2 (Fig. 3.1). Alice decide compartir una 
imagen. JUMA Host le pide que seleccione qué AM desea utilizar para controlar 
el acceso (en este caso solo existe Safe AM), y Alice selecciona Safe AM. 
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3.1.3. Obtención de la información de configuración de Safe AM 
 
Este apartado corresponde al punto 3 (Fig. 3.1). JUMA Host solicita la 
información de configuración de Safe AM. Para ello envía un mensaje HTTP 
GET a la URI https:// localhost:8443/AM/.well-known/uma-configuration. 
 
Safe AM  le envía la información solicitada en un objeto JSON (Fig. 3.2). Los 
campos que ha de contener este objeto son los siguientes: 
 
 version: Especifica la versión del UMA Core Protocol. 
 
 issuer: Una URI indicando la parte que opera el AM. 
 
 pat_profiles_supported: Perfiles de Access Token soportados para la 
emisión del PAT. En este ejemplo solo se soporta el perfil OAuth bearer 
token, y se especifica con la palabra “bearer”. 
 
 aat_profiles_supported: Perfiles de Access Token soportados para la 
emisión del AAT. En este ejemplo solo se soporta el perfil OAuth bearer 
token, y se especifica con la palabra “bearer”. 
 
 rpt_profiles_supported: Perfiles de Access Token soportados para la 
emisión del RPT. En este ejemplo solo se soporta el perfil OAuth bearer 
token, y se especifica con la palabra “bearer”. 
 
 aat_grant_types_supported: Tipos de OAuth grant soportados. En este 
escenario solo se utiliza el tipo “authorization_code”. 
 
 pat_grant_types_supported: Tipos de OAuth grant soportados. En este 
escenario solo se utiliza el tipo “authorization_code”. 
 
 token_endpoint: Endpoint en el que se solicita el Access Token. 
 
 user_endpoint: Endpoint en el que se inicia el flujo OAuth 2.0, en donde 
se obtiene el code. 
 
 resource_set_registration_endpoint: Endpoint en el que se realiza el 
registro de los recursos. 
 
 introspection_endpoint: Endpoint en el que el Host comprueba el 
estado de un RPT. 
 
 permission_registration_endpoint: Endpoint en el que el Host registra 
los permisos. 
 
 rpt_endpoint: Endpoint en el que el Requester solicita la obtención de 
un RPT. 
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 authorization_request_endpoint: Endpoint en el que el Requester 
solicita autorización para acceder a un recurso. 
 
 
 
 
Fig. 3.2 Objeto JSON con la información de configuración de Safe AM 
 
 
Tras recibir esta información, vendría el registro de JUMA Host en Safe AM 
para poder obtener un identificador y un secreto, pero en este escenario se 
obvia este paso y se supone que JUMA Host ya está registrado en Safe AM 
desde un buen principio y que por lo tanto ya posee un identificador y un 
secreto proporcionados por Safe AM. 
 
Por último, JUMA Host redirige al usuario hacia Safe AM para que inicie el flujo 
OAuth 2.0 y de esta manera obtenenga la autorización para acceder a Safe AM 
en nombre del usuario. 
 
 
3.1.4. Flujo OAuth 2.0 y registro de la imagen en Safe AM 
 
Este apartado corresponde al punto 4 (Fig. 3.1). Alice se dirige hacia Safe AM 
a través del redirect de JUMA Host. La URL ya contiene los parámetros para 
iniciar el flujo OAuth 2.0 (Fig. 3.3), los cuales son: 
 
 response_type: Sirve para especificar el parámetro solicitado. En este 
caso, como estamos pidiendo el “authorization code” deberíamos 
especificar “code”. 
 
 redirect_uri: URI hacia la cual irá dirigida la respuesta con el 
“authorization code”. 
 
 state: Es un valor utilizado por el Host para mantener el estado entre la 
petición y la respuesta.  El AM incluye este parámetro cuando envía la 
{ 
"version":"1.0", 
"issuer":"http://www.safelayer.com", 
"pat_profiles_supported":["bearer"], 
"aat_profiles_supported":["bearer"], 
"rpt_profiles_supported":["bearer"], 
"aat_grant_types_supported":["authorization_code"], 
"pat_grant_types_supported":["authorization_code"], 
"token_endpoint":"https://localhost:8443/AM/OAuth/token", 
"user_endpoint":"https://localhost:8443/AM/OAuth/grant", 
"resource_set_registration_endpoint":"https://localhost:8443/AM/uma/rsreg", 
"introspection_endpoint":"https://localhost:8443/AM/uma/rptstat", 
"permission_registration_endpoint":"https://localhost:8443/AM/uma/preg", 
"rpt_endpoint":"https://localhost:8443/AM/uma/rpt", 
"authorization_request_endpoint":"https://localhost:8443/AM/uma/preq" 
} 
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respuesta al Host. El parámetro debe utilizarse para prevenir falsificación 
de petición en sitios cruzados (cross-site request forgery). 
 
 client_id: Identificador del Host. 
 
 
 
 
Fig. 3.3 URL hacia la que se dirige Alice para iniciar el flujo OAuth 2.0 
 
 
Una vez Alice ha sido redirigida hacía Safe AM y ha iniciado sesión, se le 
pregunta si acepta que JUMA Host pueda acceder a Safe AM en su nombre. Si 
acepta, se redirige a Alice hacía JUMA Host con el “Authorization Code” y el 
parámetro “state” recibido anteriormente: 
 
 
 
 
Fig. 3.4 URL de redirección hacia JUMA Host con el “Authorization Code” 
 
 
Una vez JUMA Host obtiene el “Authorization Code” realiza un POST con este 
incluido hacía Safe AM para solicitar el “Protection API Token”. En el “body” del 
POST (Fig. 3.5) incluye los siguientes parámetros: 
 
 grant_type: Tipo de OAuth grant utilizado. Como ya se ha comentado 
antes, se utiliza “authorization_code”. 
 
 client_id: Identificador del Host. 
 
 client_secret: Secreto o contraseña del Host. Solo se envía en este 
paso para autenticarse en Safe AM. 
 
 redirect_uri: URI hacia la cual irá dirigida la respuesta con el PAT. Ha 
de coincidir con la que se utilizó cuando se redireccionó a Alice hacia 
Safe AM. 
 
 code: Authorization Code emitido por Safe AM.  
 
 
 
 
 
https://localhost:8453/Host/OAuth?state=prueba&code=aba4ad3058c189c03d20ee6
581f3950 
https://localhost:8443/AM/OAuth/grant?response_type=code&redirect_uri=https
%3A%2F%2Flocalhost%3A8453%2FHost%2FOAuth&state=prueba&client_id=Juma+Host 
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Fig. 3.5 Parámetros incluidos en el “body” del POST 
 
 
Safe AM, al recibir el POST, comprueba que la “redirect_uri” coincide con la de 
la petición anterior, y también comprueba que el “Authorization Code” coincide 
con el que había emitido. A continuación emite el PAT a JUMA Host junto con 
otros parámetros en un objeto JSON (Fig. 3.6). Los parámetros del objeto son 
los siguientes: 
 
 expires_in: Tiempo de validez del access token expresado en 
segundos. 
 
 token_type: Tipo de access token emitido. En este caso se utiliza el 
típico, es decir, el tipo “bearer”. 
 
 refresh_token: Refresh token para renovar el access token. 
 
 access_token: Protetion API Token (PAT). 
 
 
 
 
Fig. 3.6 Objeto JSON de respuesta con el PAT 
 
 
Por último, Alice vuelve a solicitar compartir una imagen. Como esta vez JUMA 
Host ya dispone de PAT para acceder en nombre de Alice a Safe AM, ya puede 
registrar el recurso en Safe AM, y por lo tanto, realiza una petición PUT con el 
parámetro PAT incluido en la cabecera, y un objeto JSON con la descripción 
del recurso (Fig. 3.7). Esta descripción contiene los siguientes parámetros: 
 
 name: Nombre del recurso. 
 
 icon_uri: URI del icono que representa al recurso. 
 
 scopes: Lista de “scopes” de los que dispone el recurso. 
 
 
{ 
"expires_in":"3600", 
"token_type":"bearer", 
"refresh_token":"c847e3ca737592eb8ae1dcd53cd874a", 
"access_token":"c145c8a14bf36012261ed7ca964bd2b2" 
} 
grant_type=authorization_code&client_id=Juma+Host&client_secret=host1secret
&redirect_uri=https%3A%2F%2Flocalhost%3A8453%2FHost%2FOAuth&code=aba4ad3058
c189c03d20ee6581f3950 
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Fig. 3.7 Mensaje PUT enviado para el registro del recurso 
 
 
Si todo ha ido bien, Safe AM responde con un mensaje “HTTP 201 Created” 
que incluye un objeto JSON (Fig. 3.8) con los siguientes parámetros: 
 
 status: Estado de la petición. En este caso “created”. 
 
 _id: ID asignada en Safe AM al recurso registrado. 
 
 _rev: Este parámetro ha de coincidir con el parámetro ETag de la 
cabecera del mensaje. Indica la versión que tiene guardada Safe AM del 
recurso. En este caso será la “1” ya que lo acaba de crear. 
 
 
 
 
Fig. 3.8 Mensaje de respuesta de Safe AM confirmando el registro 
 
 
3.2. Fase II 
 
Para que Bob pueda acceder a las imágenes de Alice, ha de hacerlo a través 
de JUMA Requester. Este necesitará obtener un Requester Permission Token 
(RPT) de Safe AM.  
 
Para obtener el RPT, antes es necesario que Bob autorice el acceso de JUMA 
Requester a su cuenta en Safe AM mediante un flujo OAuth 2.0. El RPT debe 
contener los datos de la autorización solicitada. Una vez JUMA Requester 
disponga de este RPT con la autorización debida, pasará a ser apto para 
acceder a la imagen. 
 
 
 
HTTP/1.1 201 Creado 
Content-Type: application/intro-status+json 
ETag: 1 
{ 
"status":"created", 
"_id":1, 
"_rev":1 
} 
PUT https://localhost:8443/AM/uma/rsreg/resource_set/1 HTTP/1.1 
Content-Type: application/intro-resource-set+json  
Authorization: Bearer c145c8a14bf36012261ed7ca964bd2b2 
{ 
"name":"ejemplo1.jpg", 
"icon_uri":"http://localhost:8080/icons/album.png", 
"scopes":["http://localhost:8080/scopes/view"] 
} 
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El flujo de mensajes quedaría dividido en cuatro partes: 
 
1. Login de Bob en JUMA Requester. 
 
2. Flujo OAuth 2.0 y obtención del RPT. 
 
3. Obtención de la autorización. 
 
4. Acceso a la imagen de Alice. 
 
 
 
 
Fig. 3.9 Flujo de mensajes de la Fase II 
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A continuación viene una descripción detallada de cada uno de los puntos 
marcados en la Fig. 3.9. 
 
 
3.2.1. Login de Bob en JUMA Requester 
 
Este apartado corresponde al punto 1 (Fig. 3.9). Es el principio del flujo de 
mensajes. Bob se autentica en el JUMA Requester para desde allí poder 
acceder a un recurso de Alice. 
 
 
3.2.2. Flujo OAuth 2.0 y obtención del RPT 
 
Este apartado corresponde al punto 2 (Fig. 3.9). En un principio Bob le pasa a 
JUMA Requester la URL que le habrá pasado Alice para poder acceder a su 
imagen compartida. JUMA Requester, por lo tanto, intenta acceder a la imagen 
realizando un GET a dicha URL. En este escenario la URL contiene el 
propietario de la imagen, el nombre del álbum y la ID de imagen: 
 
 
 
 
Fig. 3.10 GET de solicitud de acceso a la imagen sin RPT 
 
 
Al no poseer un Requester Permission Token (RPT), JUMA Host responde con 
un mensaje “HTTP 401 Unauthorized” en donde especifica, en la propiedad 
“am_uri”, la URI de Safe AM para facilitar el descubrimiento de la información 
de configuración de este:  
 
 
 
 
Fig. 3.11 Respuesta al intento de acceso sin el RPT 
 
 
Una vez recibida la respuesta, lo primero que hace JUMA Requester, es 
obtener la información de configuración de Safe AM (los endpoints de la API de 
protección del AM). Este proceso es igual que en la Fase I cuando JUMA Host 
obtenía la información de configuración de Safe AM.  
HTTP/1.1 401 No Autorizado 
WWW-Authenticate: UMA realm="SafeAM", 
host_id="host.jumahost.com", 
am_uri="https://localhost:8443/AM/" 
GET https://localhost:8453/Host/api/people/alice/Album+1/1 HTTP/1.1 
Host: host.jumahost.com 
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A continuación, y de la misma manera que en la Fase I, mediante un proceso 
OAuth, Bob autoriza a JUMA Requester a acceder a Safe AM en su nombre, y 
por lo tanto JUMA Requester recibe el Authorization API Token (AAT).  
Con este AAT, JUMA Requester realiza un POST hacia Safe AM para solicitar 
el RPT, en el cual incluye el AAT recién adquirido: 
 
 
 
 
Fig. 3.12 POST de solicitud del RPT 
 
 
Safe AM responde con un mensaje “HTTP 201 Created” con el RPT incluido 
dentro de un objeto JSON en el cuerpo del mensaje: 
 
 
 
 
Fig. 3.13 Respuesta a la solicitud del RPT 
 
 
3.2.3. Obtención de la autorización 
 
Este apartado corresponde al punto 3 (Fig. 3.9). Nuevamente, JUMA 
Requester intenta acceder a la imagen de Alice realizando un GET hacía la 
misma URL de antes, pero esta vez incluyendo el RPT: 
 
 
 
 
Fig. 3.14 GET de solicitud de acceso a la imagen con RPT 
 
 
JUMA Host, lo primero que hace es verificar si el RPT contiene los permisos 
necesarios para acceder a la imagen de Alice. Para ello realiza un POST hacia 
Safe AM incluyendo su PAT y el RPT que le ha pasado JUMA Requester: 
 
 
GET https://localhost:8453/Host/api/people/alice/Album+1/1 HTTP/1.1 
Authorization: Bearer e87fb866c77f3c939db45c142dfce83 
Host: host.jumahost.com 
HTTP/1.1 201 Creado 
Content-Type: application/json 
{ 
"rpt":"e87fb866c77f3c939db45c142dfce83" 
} 
POST https://localhost:8443/AM/uma/rpt HTTP/1.1 
Host: am.safeam.com 
Authorization: Bearer 89c0735aea19a622a9c4f2ee58f16b 
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Fig. 3.15 POST de solicitud del estado del RPT 
 
 
Safe AM comprobará el estado del RPT y verificará que no haya caducado. 
Una vez se ha comprobado que es válido, Safe AM responde con un mensaje 
“HTTP 200 OK” en el cual incluye un objeto JSON con unos parámetros que 
describen el estado del RPT (Fig. 3.16): 
 
 valid: Indica con un “true” o un “false” si es válido o no. 
 
 expires_at: Valor en segundos desde el 1 de Enero de 1970 que indica 
cuando expira este RPT. 
 
 issued_at: Valor en segundos desde el 1 de Enero de 1970 que indica 
cuando fue creado el RPT. 
 
 permissions: Listado de los permisos que incluye el RPT. En este 
momento, como no se han registrado permisos, aparece vacío. 
 
 
 
 
Fig. 3.16 Respuesta con el estado del RPT 
 
 
JUMA Host, al recibir este mensaje y ver que este RPT no dispone del permiso 
solicitado, se dirige de nuevo a Safe AM y mediante un POST solicita el registro 
del permiso necesario para que JUMA Requester pueda obtener el acceso que 
buscaba. En este POST (Fig. 3.17) se incluye el PAT de JUMA Host, y un 
objeto JSON con los siguientes parámetros: 
 
 resource_set_id: ID que asignó Safe AM al recurso registrado del cual 
se solicita el permiso de acceso. 
 
HTTP/1.1 200 OK 
Content-Type: application/json 
Cache-Control: no-store 
{ 
"valid":"true", 
"expires_at":1359561452, 
"issued_at":1359557852, 
"permissions":[] 
} 
POST https://localhost:8443/AM/uma/rptstat HTTP/1.1 
Host: am.safeam.com 
Authorization: Bearer c145c8a14bf36012261ed7ca964bd2b2 
Content-Type: application/json 
{ 
"rpt":"e87fb866c77f3c939db45c142dfce83" 
} 
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 scopes: Listados de los “scopes” que necesita disponer JUMA 
Requester para obtener el acceso solicitado. 
 
 
 
 
Fig. 3.17 Solicitud del registro del permiso 
 
 
Safe AM recibe la petición y registra el permiso y lo vincula a un ticket que 
mandará en la respuesta a JUMA Host para que este se lo entregue a JUMA 
Requester. El mensaje de respuesta será un “HTTP 201 Created”: 
 
 
 
 
Fig. 3.18 Respuesta con el ticket incluido a JUMA Host 
 
 
A continuación, JUMA Host reenvía el ticket a JUMA Requester dentro de un 
mensaje “HTTP 403 Forbidden” de respuesta a su anterior petición: 
 
 
 
 
Fig. 3.19 Respuesta con el ticket incluido a JUMA Requester 
 
 
HTTP/1.1 403 Prohibido 
WWW-Authenticate: UMA realm="SafeAM", 
host_id="https://localhost:8453/Host", 
am_uri="https://localhost:8443/AM/", 
error="insufficient_scope" 
{ 
"ticket":"15fd2fd2d3b1a9e6a1fb1b8c30f0c3" 
} 
HTTP/1.1 201 Creado 
Content-Type: application/json 
Location: https://localhost:8443/AM/uma/preg/host/scope_reg_uri/Juma Host/1 
{ 
"ticket":"15fd2fd2d3b1a9e6a1fb1b8c30f0c3" 
} 
POST https://localhost:8443/AM/uma/preg/host/scope_reg_uri/Juma+Host 
HTTP/1.1 
Content-Type: application/json 
Authorization: Bearer c145c8a14bf36012261ed7ca964bd2b2 
Host: am.safeam.com 
{ 
   "resource_set_id":1, 
   "scopes":[ 
 "https://localhost:8453/scopes/view" 
   ] 
} 
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Ahora que JUMA Requester posee el ticket solicita la autorización a Safe AM 
presentando su RPT y el ticket en un objeto JSON contenido dentro de un 
POST que contiene también el AAT de JUMA Requester: 
 
 
 
 
Fig. 3.20 Solicitud de autorización con ticket y RPT incluidos 
 
 
Safe AM comprueba que el ticket recibido es correcto, y añade al RPT el 
permiso antes registrado por JUMA Host. Finalmente responde con un mensaje 
“HTTP 201 Created” vacio confirmando que todo ha ido bien y que el RPT ya 
dispone de los permisos solicitados. 
 
 
3.2.4. Acceso a la imagen de Alice 
 
Este apartado corresponde al punto 4 (Fig. 3.9). Finalmente, JUMA Requester 
solicita de nuevo el acceso a la imagen de Alice presentando su RPT. JUMA 
Host, igual que antes, envía el RPT a Safe AM para corroborar su validez. 
Hasta aquí el flujo de mensajes sería el mismo que el punto 3, solo que esta 
vez el mensaje con el que responde Safe AM a JUMA Host (Fig. 3.21) 
contendría, en el parámetro “permissions”, el permiso registrado anteriormente. 
Este permiso viene descrito con varios parámetros: 
 
 resource_set_id: ID del recurso registrado en Safe AM. 
 
 scopes: Lista de “scopes” de los que dispone el RPT para este recurso. 
 
 expires_at: Valor en segundos desde el 1 de Enero de 1970 que indica 
cuando caduca este permiso. 
 
 
POST https://localhost:8443/AM/uma/preq HTTP/1.1 
Host: am.safeam.com 
Authorization: Bearer 89c0735aea19a622a9c4f2ee58f16b 
Content-Type: application/json 
{ 
"rpt":"e87fb866c77f3c939db45c142dfce83", 
"ticket":"15fd2fd2d3b1a9e6a1fb1b8c30f0c3" 
} 
44  Estudio e implementación de un servicio gestionado de privacidad 
 
 
 
Fig. 3.21 Respuesta con el estado del RPT 
 
 
JUMA Host al recibir esta respuesta puede comprobar que esta vez el RPT si 
que dispone del permiso de acceso a la imagen, y por lo tanto responde a 
JUMA Requester con un mensaje “HTTP 200 OK” en el que incluye la imagen 
solicitada: 
 
 
 
 
Fig. 3.22 Respuesta de acceso concedido con la imagen 
 
 
3.3. Fase III 
 
Como ampliación del proyecto, se han desarrollado varias funcionalidades 
extra en el AM, ya que el protocolo UMA no especifica nada más allá de lo que 
son las comunicaciones entre AM, host y requester. De esta manera, en los 
siguientes puntos se especifican dichas funcionalidades extra. 
 
 
3.3.1. Número de accesos a los recursos compartidos 
 
El usuario puede visualizar cuanta gente ha accedido a una imagen concreta, y 
además ver si, en alguno de estos accesos, ha habido algún acceso concedido 
pero en el cual no se pudo verificar si el usuario autorizado cumplía con la 
HTTP/1.1 200 OK 
Content-Type: image/jpeg 
/9j/4AAQSkZJRgABAgEASABIAAD/4Q 
+IRXhpZgAATU0AKgAAAAgABwESAAMA 
AAABAAEAAAEaAAUAAAABAAAAYgEbAA 
UAAAABAAAAagEoAAMAAAABAAIAAAEx 
... 
HTTP/1.1 200 OK 
Content-Type: application/json 
Cache-Control: no-store 
{ 
 "valid":"true", 
 "issued_at":1359623902, 
 "expires_at":1359627502, 
 "permissions": [ 
 { 
   "resource_set_id":1, 
   "scopes": [ 
  "https://localhost:8453/scopes/view" 
   ], 
   "expires_at":1359627503 
 } 
 ] 
} 
Implementación del proyecto  45 
 
política de acceso. Estos accesos no verificados vienen explicados en el punto 
3.3.2.  
 
La figura 3.23 se puede los dos tipos de contadores mencionados, donde la 
columna Visits correspondería al número de accesos a un recurso, y la 
columna Unverified Visits correspondería al número de accesos no verificados. 
 
 
 
 
Fig. 3.23 Tabla con el número de accesos a diferentes recursos 
 
 
3.3.2. Establecimiento de varias políticas de ejemplo 
 
El usuario puede establecer distintas políticas de acceso para cada una de sus 
imágenes. En este escenario, Safe AM le ofrece a Alice tres posibilidades: 
 
 All: Es la política que se aplica por defecto a todos los recursos. Safe 
AM autorizará el acceso a cualquiera que posea la URL de acceso al 
recurso de Alice. 
 
 Selected Emails: Safe AM solo autorizará el acceso a una lista de 
direcciones de correo electrónico especificados por Alice. 
 
 +18: Safe AM solo autorizará el acceso a los usuarios mayores de edad. 
Como no es posible verificar la edad de los usuarios que accedan 
mediante una cuenta de Google, Safe AM marcará dicho acceso con 
una nota avisando de que no se pudo verificar la edad. 
 
La configuración de las políticas se lleva a cabo en una pequeña ventana tipo 
pop-up (Fig. 3.24) en la cual aparece la lista de políticas mencionadas y, en 
caso de seleccionar “Selected Emails”, una tabla con la lista de correos 
electrónicos  autorizados. 
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Esta ventana viene acompañada de una nota en la parte inferior en la que se le 
advierte al usuario de que los cambios realizados en las políticas podrían no 
tener efecto en el requester hasta que Bob cierre la sesión o haya transcurrido 
una hora, que es el tiempo que tarda en caducar el RPT. 
 
 
 
 
Fig. 3.24 Ventana de configuración de las políticas 
 
 
3.3.3. Información sobre los accesos a los recursos compartidos 
 
El usuario puede ver quien ha sido el usuario que ha accedido a sus imágenes, 
y en qué momento se hizo dicho acceso. Adjunto a esta información también le 
aparece a Alice un comentario de cómo fue el acceso. En este escenario 
pueden aparecer dos tipos de comentarios: 
 
 OK: Indica que la política se ha cumplido y que el acceso era lícito. 
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 Couldn’t verify the age: Este aviso solo aparece para la política de 
“+18”. Indica que accedió un usuario de Google+ y que por lo tanto, al no 
poder obtener su edad debido a que Google no proporciona el año de 
nacimiento de sus usuarios, no se pudo verificar si era mayor de edad o 
no. 
 
Esta información se le presenta al usuario en una ventana tipo pop-up con una 
tabla como la siguiente figura: 
 
 
 
 
Fig. 3.25 Ventana con el listado de accesos 
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CAPÍTULO 4. CONCLUSIONES Y LÍNEAS FUTURAS 
 
4.1. Conclusiones 
 
UMA se puede considerar como una forma segura de proteger los recursos de 
un usuario en la red. Sus ventajas principales son: 
 
 Anónimo: Es su principal ventaja. El host no será capaz de saber la 
identidad del requester ya que solo recibe de él un RPT. A su vez, el 
requester no sabrá tampoco quien es el authorizing user. El AM, sin 
embargo, sí que dispondrá de esta información pero no podrá saber que 
recursos se comparten. Como cada parte solo dispone de una pieza del 
puzle, esto hace que la privacidad del sistema aumente 
considerablemente.  
 
 Cómodo: El usuario puede controlar el acceso a sus contenidos en 
Internet desde un solo punto, lo cual le ahorra muchos quebraderos de 
cabeza. 
 
 Práctico: Es práctico para los hosts, ya que pueden olvidarse de los 
métodos de privacidad que quieren establecer, solo necesitan 
comunicarse con el AM para que este les diga si deben autorizar o no un 
acceso. 
 
 Control total: El usuario puede establecer tantas políticas de acceso 
como le venga de gusto, los límites los pone el. 
 
Pero UMA tampoco es perfecto, de hecho posee algunas importantes 
desventajas: 
 
 Posee un punto crítico: El que el AM sea el que controle todos los 
accesos, hace de él una diana para los ataques informáticos, ya que si 
se consigue acceder a este, es posible autorizarse a si mismo los 
accesos y comprometer todo el sistema. Además, en caso de que el AM 
no esté accesible, puede provocar que nadie pueda acceder a la 
información que protege. Por estos motivos es muy importante que el 
AM esté lo mejor protegido posible. 
 
 Cuello de botella: Si el sistema está mal dimensionado, al tener que 
acudir todos los hosts a un solo AM, se puede crear un cuello de botella 
en este, y provocar una saturación del servicio. 
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4.2. Líneas futuras 
 
El desarrollo de este proyecto se ha centrado en la implementación directa del 
protocolo UMA a partir de otras implementaciones que sirvieran de ejemplo y 
de la documentación existente. Como principal cambio a añadir, constaría la 
posibilidad de poder acceder a las distintas aplicaciones (host, requester y AM) 
con otras cuentas como Facebook o Yahoo, y de esta manera hacer que sea 
más accesible al usuario. 
 
Por otra parte, la iniciativa Kantara ha seguido con el desarrollo del protocolo 
UMA, y entre sus últimas novedades se encuentra la del cambio de la 
terminología de los elementos principales del protocolo para pasar a 
denominarlos con la terminología típica de OAuth 2.0. Por ejemplo, el 
Authorization Manager (AM) pasaría a ser el Authorization Server (AS). De esta 
manera se hace más clara la funcionalidad de cada uno de los elementos 
principales de UMA. 
 
A su vez, este cambio ha resultado en un nuevo diseño del esquema general 
del funcionamiento de UMA, pasando a tener la siguiente forma: 
 
 
 
 
Fig. 4.1 Nuevo esquema general del funcionamiento de UMA 
 
Estos cambios demuestran que sigue habiendo una investigación y un 
desarrollo detrás de este protocolo, y que seguramente acabe resultando en la 
propuesta de un nuevo RFC en los próximos años. 
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4.3. Estudio del impacto medioambiental 
 
En el desarrollo de este proyecto solo se ha utilizado un ordenador, por lo que 
el impacto medioambiental de este no va más allá del propio consumo del 
aparato. 
 
Al ser, el producto desarrollado, distribuido por Internet, tampoco requiere 
empaquetado y distribución física. 
 
Además la versión final del proyecto se ejecutaba en una máquina virtual, por 
lo que el consumo de los recursos se veía considerablemente reducido, y por lo 
tanto no creando apenas ningún impacto. 
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ACRÓNIMOS 
 
AAT  Authorization API Token 
AM  Authorization Manager 
API  Application Programming Interface 
ETag  Entity Tag 
HTML  Hypertext Markup Language 
HTTP  HyperText Transfer Protocol 
HTTPS HyperText Transfer Protocol Secure 
ID  Identification 
IETF  Internet Engineering Task Force 
JSON  JavaScript Object Notation 
OAuth Open Authentication 
ORM  Object Relational Mapping 
PAT  Protection API Token 
PDP  Policy Decision Point 
PEP  Policy Enforcement Point 
POM  Project Object Model 
RPT  Requester Permission Token 
SMART Student-Managed Access to Online Resources 
SQL  Structured Query Language 
SSL  Secure Sockets Layer 
TLS  Transport Layer Security 
UMA  User-Managed Access 
URI  Uniform Resource Identifier 
URL  Uniform Resource Locator 
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XML  Extensible Markup Language 
