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Naslov: Testiranje v sklopu zagotavljanja kvalitete programske opreme
Avtor: Rok Pahor
V diplomskem delu bomo izvedli pregled razlicˇnih tipov testiranja v sklopu
zagotavljanja kvalitete pri razvoju programske opreme. Podrocˇje testiranja je
zelo obsezˇno, zato se bomo usmerili na temeljne osnove, ki morajo biti znane
vsakemu razvijalcu programske opreme. Ogledali si bomo razlicˇne metodolo-
gije in nacˇine testiranja. Kasneje bomo preucˇili modele razvoja programske
opreme in si ogledali, kaksˇno vlogo pri njih igra testiranje. Moramo vedeti, da
vsako podjetje uporablja drugacˇno strategijo razvoja in testiranja program-
ske opreme. Na koncu si bomo ogledali testiranje v praksi, torej kako izgleda
zˇivljenski cikel razvoja testov v podjetju; od zbiranja zahtev cikla testiranja,
kreiranja plana testiranja in razdelitev nalog znotraj ekipe do implementa-
cije testov in pisanja zakljucˇnega porocˇila. Ob zakljucˇku je vredno omeniti
tudi pristope, preko katerih bodo podjetja dosegala vecˇjo produktivnost pri
testiranju.
Kljucˇne besede: testiranje programske kode, zagotavljanje kvalitete pro-
gramske opreme, testni cikel.
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Title: Testing as part of software quality assurance
Author: Rok Pahor
In my bachelor’s thesis, we will dive into testing as part of quality assurance
in software development. The whole domain of testing is very vast, so we
will concentrate on basics, that every engineer should know. First, we will go
through different methodologies of testing and different testing types. Then
we will examine models of software development and learn what role does
software testing have in them. We have to know, that every company uses
different strategies for software development and testing. In the end, we
will take a closer look at a practical example of software testing within a
small company. From acquiring client requirements to developing test cases
and writing end reports. Best practices for optimal productivity will also be
discussed.





Zagotavljanje kvalitete programske opreme je zelo kljucˇen koncept v fazi ra-
zvoja. Sestavljen je iz nacˇinov spremljanja razvoja programske opreme in
metod, ki zagotavljajo kvaliteto le-te. Poznamo veliko nacˇinov, s pomocˇjo
katerih lahko zagotovimo visok nivo kvalitete izdelkov, na primer analiza
sˇtevila napak pri vsaki novi verziji produkta, delovanje po dolocˇenem stan-
dardu znotraj podjetja, pregledovanje kode med sodelavci, redni sestanki
med razvijalci, itd. Izboljˇsav je ogromno, vsako podjetje pa uporablja tiste
pristope, ki najbolj ustreza njihovemu nacˇinu dela.
Poleg vseh idej kako cel proces izboljˇsati in tehnik testiranja, bomo pogle-
dali tudi prakticˇne primere nacˇinov testiranja v enem najbolj uporabljenih
orodji za razvoj na spletu, Angular. Pri razlicˇnih nacˇinih razvoja programske
opreme, imamo drugacˇne pristope glede testiranja. (razlika v kolicˇini,
pomembnosti,namenu). Pogledali si bomo najbolj uporabljene modele ra-
zvoja in kaksˇno vlogo v njih igra testiranje. V sklopu samega testiranja
poznamo mnogo nacˇinov preverjanja, na primer testiranje enote (ang. unit
testing), testiranje delovanja iz pogleda uporabnika (ang. end2end testing),
testiranje stabilnosti sistema in druge.
V sklopu tega diplomskega dela si bomo na primeru pogledali kako izgleda
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cikel testiranja v manjˇsem razvojnem podjetju. Zacˇeli bomo s pridobivanjem
zahtev, opisali implementacijo testnih primerov, prav tako pa bomo predsta-
vili pisanje zakljucˇnega porocˇila testiranja.
Diplomsko delo naj bi sluzˇilo kot uvod v domeno testiranja, saj bodo bralcu
predstavljeni glavni teoreticˇni koncepti testiranja, nato pa sˇe prakticˇni pri-
mer v podjetju, kjer bo bralec nekatere prej omenjene nacˇine testiranja videl
uporabljene na resnicˇnih primerih.
Poglavje 2
Sedem nacˇel testiranja
• Izcˇrpno testiranje ni mogocˇe
Izcˇrpno testiranje pomeni preverjanje vseh mozˇnih kombinacij delova-
nja, kar nam porabi prevecˇ cˇasa in denarja, ki sta glavna faktorja pri
izdelavi projekta. Za oceno primernosti testov uporabljamo dve teh-
niki, ekvivalencˇno particioniranje in analizo robnih primerov.
Ekvivalencˇno particioniranje je tehnika, kjer skupine testov raz-
delimo v particije, znotraj katere velja, da so testi prakticˇno enaki.
Cˇe imamo vnosno polje, ki sprejema sˇtevila med 1 in 20, lahko vnose
razdelimo na sˇtiri dele (particije). Prvi bodo sˇtevila manjˇsa od ena,
nato sˇtevila med ena in dvajset (pravilni vnosi), dvomestna sˇtevila
vecˇja od dvajset in na koncu sˇe 3 mestna sˇtevila. Vsako particijo testi-
ramo posebej.
Tukaj pa pride do izraza analiza robnih primerov. Tehnika deluje
po principu, da testiramo vrednosti robne vrednosti particije v primeru
diskretne vrednosti so: MIN vrednost, MIN vrednost + 1, Mediana,
MAX vrednost - 1, MAX vrednost.
• Razporeditev napak Nacˇelo o razporeditvi napak govori o tem, da na-
pake pri testiranju niso enakomerno porazdeljene. Sˇe vecˇ, za porazdeli-
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Slika 2.1: Ekvivalencˇno particioniranje
Slika 2.2: Analiza robnih primerov
tev velja 80-20 pravilo, ki pravi, da se v 20 procentih programske kode
nahaja 80% vseh napak. To se zgodi kadar imamo del kode, ki je zelo
kompleksen in povezan z vecˇimi moduli. Takim obmocˇjem pravimo
zˇariˇscˇa.
• Paradoks pesticidov Paradoks pesticidov pravi, da z izvajanjem istih
testnih scenarijev ne bomo zaznali novih napak. Za preprecˇevanje pa-
radoksa pesticidov lahko napiˇsemo cˇisto nove testne primere, ki testi-
rajo razlicˇne dele programske opreme ali pa dodamo nove teste k zˇe
obstojecˇim ’zastarelim’ testom.
• Testiranje kazˇe prisotnost napak Po prestanih sprejemnih testih je
aplikacija na voljo uporabniku, kljub temu pa ne moremo trditi, da je
nasˇ program brez napak. Dejstvo, da testiranje ni nasˇlo nobenih napak
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sˇe ne pomeni, da nasˇ program deluje popolno.
• Odsotnost napak je zmota Popoln program prakticˇno ne obstaja. Tudi
cˇe smo nasˇi aplikaciji temeljito preverili delovanje in nismo nasˇli nobe-
nih napak, lahko v najboljˇsem primeru trdimo, da je 99% brez napak.
• Zgodnje testiranje Nacˇelo o zgodnjem testiranju pravi, da morajo biti
testerji prisotni zˇe v samem zacˇetku zˇivljenskega cikla projekta. Ka-
sneje odkrijemo napako, drazˇja je.
• Testiranje je odvisno od konteksta Poznamo vecˇ razlicˇnih domen na
trgu, na primer oglasˇevanje, zdravstvo, bancˇniˇstvo, zavarovanje, itd.





Pri testiranju imamo vecˇ razlicˇnih pristopov, ki jih uporabljamo odvisno od
situacije. Najbolj osnova delitev testiranj je na tri razlicˇne skupine: staticˇne,
dinamicˇne in pasivne.
3.1 Staticˇno, Dinamicˇno in Pasivno
Dinamicˇno testiranje izvajamo nad kodo nasˇega programa. Tako testira-
nje nam je omogocˇeno sˇe preden je program v celoti izdelan, torej zˇe v fazi
razvoja [4].
Staticˇno testiranje obsega prehod cˇez kodo in pregled kode. Ta nacˇin
testiranja je zelo uspesˇen, vendar je kljub temu v praksi pogosto izpusˇcˇen,
saj predstavlja dodaten vlozˇek cˇasa in denarja.
Pasivno testiranje je potrjevanje funkcionalnosti programa brez vhodnih
podatkov. Testerji vecˇino cˇasa iˇscˇejo nenavadne vzorce v izhodnih podatkih
programa.
Raziskovalno testiranje je nekonvencionalen pristop testiranja, kjer testi
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niso pripravljeni vnaprej, ampak so izmiˇsljeni sproti. Pri klasicˇnem testiranju
imamo najprej fazo kreiranja testov in nato preverjanje le-teh, pri razisko-
valnem testiranju pa obe fazi potekata hkrati. Tako testiranje temelji na
raziskovanju, ucˇenju in analizi. Kljub temu, da se danasˇnji trend posvecˇa
predvsem avtomatizaciji, ima tudi raziskovalno testiranje svoje prednosti.
Ker temelji na raziskovanju, statisticˇno odkrije vecˇ napak kot druge tehnike,
hkrati pa oblikuje kreativnost pri inzˇenirjih, zadolzˇenih za testiranje. Tak
pristop se uporablja predvsem v situacijah, ko imamo zelo izkusˇene testerje
ali v primeru, da se ekipi pridruzˇijo novi cˇlani.
Tradicionalne pristope testiranj delimo na dve skupini, pristop cˇrne in pristop
bele sˇkatle, obstaja pa tudi pristop sive sˇkatle, ki je kombinacija obeh.
3.2 Pristop s sˇkatlami
Koncept testiranj s sˇkatlami temelji na kolicˇini vpogleda v programsko kodo
med samim testiranjem [8].
Cˇrna sˇkatla ali zaprta sˇkatla je pristop testiranja, kjer pregledujemo funkci-
onalnost programa brez vpogleda implementacije. Tester ima samo podatek
o tem, mora izgledati delovanje programa, nima pa informacije kako bo pro-
gram to dejansko izvedel. Ker tester v tem primeru testira samo dolocˇene
izhode pri dolocˇenih vhodih, morajo biti pripravljeni zelo obsezˇni testi. Te-
stiranje po principu cˇrne sˇkatle je uporabno, ker pri tovrstnem postopku ne
potrebujemo inzˇenirjev, ampak lahko testiranje opravi vsakdo.
Bela sˇkatla ali prozorna sˇkatla je obraten pristop od cˇrne, kjer ima te-
ster vpogled v programsko kodo programa. Za tako testiranje potrebujemo
razvijalsko znanje, saj so testni primeri zgrajeni na podlagi analize program-
ske kode. V sklopu bela sˇkatla testiranja uporabljamo vecˇ tehnik: namerno
vstavljanje napak v sistem (fault injection testing), mutacijsko testira-
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nje (mutation testing), kjer naredimo majhne spremembe v kodi (mutacije)
in gledamo, cˇe testni primeri zaznajo napake. Ena od tehnik se imenuje
merjenje pokritosti kode, s katero zaznamo situacijo v kateri je nek del
progamske kode zelo malo pokrit s testi.
Pristop sive sˇkatle je kombinacija cˇrne in bele. Za tako testiranje je po-
trebno programersko znanje, tester ima vpogled v programsko kodo, sami
testi pa se izvajajo po principu cˇrne sˇkatle [10].








Zadnje cˇase pa se omenja cˇetrti nivo, testiranje sprejemljivosti [9].
4.1 Testiranje enot
Enota (ang. unit) je definirana kot najmanjˇsi del aplikacije, ki ga sˇe lahko
testiramo. Testiranje enot (ang. unit testing) se opravlja med razvojem apli-
kacije, namen tega pocˇetja pa je preverjanje delovanja aplikacije v izoliranem
okolju. Tako testiranje je zelo pomembno, saj nam prihrani veliko cˇasa in
denarja v kasnejˇsih fazah, cˇe je izvedeno kvalitetno [8].
Glavni razlogi za testiranje enot:
1. Prihranek na ceni/cˇasu
Cˇe je aplikacija dobro preverjena v zgodnjih fazah, to zelo zmanjˇsa potenci-




V primeru, da se lotimo pisanja testov pred pisanjem progamske kode, ve-
liko bolj razmiˇsljamo o samem problemu in na ta nacˇin tudi odkrijemo nove
robne primere.
3. Dokumentacija
Dobri testi lahko sluzˇijo kot dokumentacija, saj natancˇno definirajo vlogo in
delovanje enote, ki jo testirajo.
4. Lazˇje razhrosˇcˇevanje
Zelo nam olajˇsa proces razhrosˇcˇevanja, saj v primeru da program ne opravi
testa, razhrosˇcˇujemo samo del kode, ki je bil naknadno dodan.
Moramo se zavedati, da testiranje enot ne zazna vseh napak v program-
ski kodi. Ker opazujemo delovanje enote, ne moremo zaznati napak, ki se
zgodijo ob komunikaciji te enote z drugimi.
Testiranje enot se izvaja rocˇno ali avtomatsko. Vecˇina razvijalcev ima pre-
ferenco nad avtomatiziranim pristopom. Predvsem zaradi prihranka cˇasa v
primeru rocˇnega testiranja so obcˇasno potrebna navodila za razvijalca, ki se
testiranja loti.
Dobre prakse pri testiranju enot:
1. Konsistentno poimenovanje testov
2. Napake zaznane v fazi testiranja enot, morajo biti odpravljene pred na-
daljevanjem v naslednjo fazo.
3. Postavljanje testov kot pogoj pri inicializaciji aplikacije
4. Pisanje po principu Arrange/Act/Assert (AAA), kjer najprej pri-
pravimo podatke (inicializacija objektov), nato naredimo akcijo (poklicˇemo




Testiranje integracije (ang. Integration testing) temelji na preverjanju med-
sebojnega delovanja modulov. V fazi testiranja enot smo program izolirali
in preverili njegovo delovanje, v naslednji fazi pa naredimo obratno. Na ta
nacˇin preverimo komunikacijo in medsebojno odvisnost delov kode. V tej
fazi predpostavimo, da je testiranje enot uspesˇno opravljeno in da bodo
vse napake izhajale iz interakcije med razlicˇnimi enotami [9].
Poznamo vecˇ strategij testiranja integracije:
Big Bang pristop:
Vse enote so hkrati zdruzˇene v sistem in testirane. Taka strategija se upo-
rablja vecˇinoma pri manjˇsih sistemih, kjer je veliko lazˇji pregled nad celoto.
Nevsˇecˇnosti se pojavijo v primeru velikih sistemov, kjer se hitro spregleda
manj pomembne enote.
Inkrementalni pristop:
V primeru inkrementalnega pristopa postopoma zdruzˇujemo po dva ali vecˇ
modulov, ki so logicˇno povezani. Ko preverimo pravilno medsebojno delova-
nje, dodamo nove module. V primeru, da na neki tocˇki pride do napake, se
usmerimo na zadnje dodane module. Pri inkrementalnem pristopu poznamo
tri strategije:
1.) Integracija od spodaj navzgor:
V tem primeru se najprej testira delovanje modulov na najnizˇjem nivoju. Na-
slednji korak je testiranje modulov, ki klicˇejo predhodno testirane module,
torej naslednji nivo. Tako pocˇetje nadaljujemo dokler nismo preverili vseh
modulov v testiranju. V okviru te strategije potrebujemo gonilnike kom-
ponent. Gonilniki so navidezni nadrejeni moduli, ki zacˇasno nadomestijo
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Slika 4.1: Integracija od spodaj navzgor
komponento, ki je klicana v testiranju. Prednost take strategije je prihranek
na cˇasu, saj nam ni treba cˇakati na razvoj vseh modulov. Glavne pomanklji-
vosti so, da se (najviˇsji) najbolj kriticˇni nivo preveri zadnji.
V prikazanem primeru (Slika 4.1), bi testiranje osˇtevilcˇenih modulov pote-
kalo v naslednjem vrstnem redu; (4,2),(5,2),(6,3),(7,3),(2,1),(3,1)
2.) Integracija od zgoraj navzdol
Pri integraciji od zgoraj navzdol se najprej lotimo najbolj kriticˇnega dela
kode, potem pa se pomikamo navzdol. Postopoma dodajamo vse module, ki
jih trenutni klicˇe. Dobra lastnost takega pristopa je dejstvo, da je najbolj
kriticˇna koda testirana na zacˇetku. Na ta nacˇin lahko hitro odkrijemo po-
membne napake, hkrati pa nam omogocˇi lazˇje razvijanje zgodnjega prototipa.
V tej situaciji uporabljamo nastavke (ang. stub). Nastavek je navidezen
podrejen modul, ki nadomesˇcˇa sˇe ne testirano komponento, ki je trenutno
klicana v testiranju [3].
3.) Kombinacija obeh
Pri kombiniranem pristopu, uporabljamo zgoraj omenjena procesa, prav tako
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pa uporabljamo gonilnike in nastavke. Celoten sistem razdelimo na 3 nivoje.
Vsak nivo ima svoj pristop. Pristop v sredinskem oziroma ciljnem nivoju
se izbere hevristicˇno, torej izberemo pristop, ki je najbolj primeren za nasˇ
sistem. V spodnjem nivoju uporabljamo pristop od spodaj navzgor, v zgor-
njem pa od zgoraj navzdol.
4.3 Testiranje sistema
Sistemsko testiranje (ang. System testing) je preverjanje delovanja celotnega
sistema. Uvrsˇcˇamo ga pod cˇrna sˇkatla testiranje, saj nimamo vpogleda v pro-
gramsko kodo, ampak se vse dogaja na nivoju uporabnika. Glavni cilj tega
testiranja je identifikacija napak, ne nujno njihova odprava. Testiranje
sistema lahko izvajajo razvijalci, vecˇinoma pa to delo opravi testna skupina,
ki je neodvisna od razvijalske. Poznamo ogromno nacˇinov testiranja sistema,
omenili bomo zgolj najbolj pomembne [9].
Funkcionalno testiranje:
Ta vrsta testiranja temelji na preverjanju, cˇe integriran sistem opravlja svoje
naloge, tako kot so bile dolocˇene v zahtevah. Glavna naloga je zagotavljanje
zˇelenih funkcionalnosti sistema. Poteka po principu cˇrne sˇkatle, torej brez
vpogleda v programsko kodo.
Testiranje uporabnosti:
To testiranje se osredotocˇi na delovanje, ki je prijazno do uporabnika. Testira-
nje uporabnosti je zelo pomembno, saj imamo lahko zelo uporabno aplikacijo,
ki pa je za dejansko uporabo prezahtevna. Osredotocˇamo se predvsem na:
- Natancˇnost (ne uporabljamo zastarelih podatkov)
- Prijaznost do uporabnika (lahka uporaba, ponujena pomocˇ uporabnikom)
- Ucˇinkovitost (mozˇnosti hitrega iskanja po aplikaciji)
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Stresno testiranje:
Pri tem testiranju je nasˇ namen obremeniti sistem. Tako testiranje je zelo
pomembno v primerih, kjer pricˇakujemo veliko prometa na nasˇi strani, na
primer pri nakupu vstopnic za glasbene festivale ali pa odprtje spletne tr-
govine. V primerih, da nasˇa stran preneha delovati, lahko to vodi v veliko
izgubo dobicˇka. Ob koncu tega testiranja moramo dobiti dobro oceno o ma-
ksimalni zmogljivosti sistema. Zelo pomembno je tudi obnasˇanje sistema ob
padcu in ponovnem zagonu. Preveriti moramo tudi upravljanje z napakami.
Testiranje nalaganja:
To testiranje obsega preverjanje delovanja sistema v realnih situacijah. Z
njim preverimo, cˇe je nasˇa infrastruktura dovolj kvalitetna za popolno de-
lovanje nasˇe aplikacije. Moramo dobiti informacije o reakcijskem cˇasu nasˇe
aplikacije in okvirno oceno hitrosti delovanja podatkovne baze [6].
Varnostno testiranje:
Preden lahko nasˇ produkt predamo stranki, moramo zagotoviti varnost nasˇega
sistema in podatkov nasˇih uporabnikov. Primarna dejavnost pri takem te-
stiranju so testi penetracije, kjer simuliramo napad na nasˇ sistem. Hkrati
moramo tudi narediti oceno tveganja razlicˇnih delov nasˇe aplikacije, da ti-
stim z viˇsjo stopnjo tveganja namenimo vecˇ pozornosti.
Skalabilno testiranje:
Preko skalabilnega testiranja ugotovimo zmogljivost in hitrost delovanja nasˇega
sistema. Glavne lastnosti na katere se osredotocˇimo:
- poraba CPE (lahko pohitrimo z odstranitvijo odvecˇne kode)
- poraba omrezˇja (lahko zmanjˇsamo, cˇe zahteve ’klicˇemo’ samo takrat, ko
jih potrebujemo.
Primer: Namesto, da takoj nalozˇimo vse podatke, lahko najprej nalozˇimo
najbolj pomembne, potem pa dinamicˇno dodajamo tiste, ki jih uporabnik
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trenutno potrebuje.
- odzivnost programa (Primer: cˇas od natipkanega URL naslova do po-
polnega prikaza spletne strani)
Na podlagi teh lastnosti lahko dolocˇimo ali je nasˇa aplikacija sposobna ska-
labilnosti.
Regresijsko testiranje:
Regresijsko testiranje izvajamo v primerih, ko smo dodali novo funkcional-
nost ali odstranili staro. Glavni namen tega testiranja je preverjanje, cˇe na
novo dodane (ali odstranjene) funkcionalnosti pravilno delujejo v sistemu.
Velikokrat se zgodi, da so testi enot (unit testi) uspesˇni, vendar nova funkci-
onalnost ni kompatibilna z zˇe obstojecˇimi.
4.4 Sprejemno testiranje
Zadnji nivo testiranja programske opreme je namenjen dokazovanju ali je
nasˇ produkt primeren za uporabo [9]. Kriterij za sprejemljivost produkta







Alfa testiranje ali notranje sprejemno testiranje se obicˇajno izvaja zno-
traj podjetja, ampak iz strani ljudi, ki niso razvijali programske kode. V
vecˇini primerov so to ljudje zaposleni v pomocˇi uporabnikom ali prodaji.
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Zunanje sprejemno testiranje poteka iz strani ljudi, ki niso zaposleni
v podjetju, ki je razvilo programsko resˇitev. Poznamo 2 vrsti taksˇnega testi-
ranja:
1. Testiranje s strani stranke, ki je narocˇila programsko resˇitev.
2. Beta testing, torej testiranje verzije programa s strani uporabnikov,
sˇe preden je program uradno koncˇan. Tem ljudem pravimo beta testerji.
Velikokrat se podjetja odlocˇijo dati vsem uporabnikom mozˇnost dostopa do
beta verzije in na ta nacˇin pridobiti ogromno povratnih informacij glede nji-
hovega izdelka. Tako prakso vidimo pogosto pri racˇunalniˇskih igricah.
Poglavje 5
Testiranje v razlicˇnih modelih
razvoja
5.1 Agile
Agilno testiranje ni strogo definirano. Lahko se pricˇne takoj na zacˇetku
projekta in se konstanto dopolnjuje. Celotno testiranje se ne izvede kot en
korak, ampak poteka skozi celoten projekt. Po principu agilnega razvoja
imamo vsake 2-4 tedne novo izdajo nasˇega projekta. Za vsako izdajo mo-
ramo dolocˇiti testni plan. Tak plan mora vsebovati obseg testiranja, nacˇine
testiranja, plan tveganja in seznam dokumentov, ki jih bomo izdali ob koncu
testiranja [5].
Glavni principi agilnega testiranja:
1. Testiranje se opravi v cˇasu implementacije
2. Testiranje se konstantno izvaja
3. Testiranje izvaja celotna ekipa
4. Manjˇsanje cˇasa povratne informacije
Seveda ima agilno testiranje zaradi hitrih sprememb tudi slabe strani. Ker
vse poteka zelo hitro, se testiranje velikokrat ne osredotocˇi na testiranje inte-
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Slika 5.1: Agilni model testiranja
gracije, ampak na testiranje razvitih enot. Hitri razvoj pomeni, da je manj
poudarka na dokumentaciji. V agilnem razvoju se velikokrat za dokumenta-
cijo uporabi nabor uporabniˇskih zgodb (ang. user stories).
5.2 Waterfall
Starejˇsi model, razvit leta 1970, deluje po principu zaporednega delova-
nja. Iz tega je dobil tudi svoje ime (slap, ali ang. waterfall). Celoten proces
je razdeljen v sˇest faz, ki se izvajajo ena za drugo.
Testiranje celotnega sistema:
V cˇetrti fazi modela razvijalci v sodelovanju s testno skupino zagotovijo de-
lovanje produkta (testiranje enot, integracije in sistema, ter sprejemno testi-
ranje). Dokler nismo napisali vseh testnih scenarijev in zagotovili njihovega
delovanja, se ne smemo pomakniti v naslednjo fazo. To je glavna ideja
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waterfall modela. Pomembna lastnost testiranja pri tem modelu je, da se
testne scenarije piˇse oziroma izvaja po koncˇani fazi implementacije. Pri dru-
gih vrstah testiranja, recimo agilnem razvoju, se testi proizvajajo zˇe v fazi
implementacije. Po koncˇani fazi predamo izdelek stranki in se pripravimo na
nadaljne vzdrzˇevanje sistema [5].
Slika 5.2: Waterfall model razvoja
5.3 V-model
Glavna karakteristka V modela je, da obstaja za vsako fazo v razvoju
progamske opreme sosednja faza testiranja. Tretiramo ga kot nadaljeva-
nje Waterfall modela. Leva stran V modela predstavlja razvoj programske
opreme, desna pa faze testiranja. Pri V-modelu je vse dobro definirano,
vsaka faza ima tocˇno dolocˇene korake testiranja in hkrati dolocˇene produkte,
ki jih morajo koraki proizvesti. Ker ima vsaka faza tudi svoje testiranje,
lahko napake odkrijemo zelo zgodaj v razvoju. Dizajn zahtev preverimo s
sprejemnimi testi, sistem s sistemskimi testi, arhitekturo s testi integra-
cije, dizajn modula pa s testiranjem enot [5].
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5.4 Spiral model
Slika 5.3: Spiralni model
Faza planiranja je namenjena zahtevam stranke in planiranju testiranja
projekta. V fazi analize tveganj preko pogovorov definiramo katere zahteve
so najbolj kriticˇne. Faza razvoja je namenjena razvoju programske kode, ob
koncu implementacije pa sˇe testiranju. Sledi sˇe faza evalvacije, kjer izdelan
produkt predamo stranki in uposˇtevamo njihove odzive/popravke.
Spiralni model zaradi velikega poudarka na tveganju uporabljamo na vecˇjih
projektih, ki imajo viˇsjo stopnjo tveganja. Prav zaradi tega razloga se ga ne
uporablja pri manjˇsih projektih. Glavna karakteristika spiralnega modela je,
da v eni sami fazi napiˇsemo vso kodo aplikacije, vse testne scenarije, potem
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pa sˇe vse testiramo in napiˇsemo zakljucˇno porocˇilo testiranja [5].
5.5 Rapid Aplication Development
RAD model temelji na inkrementalnem razvoju in hitremu proizvaja-
nju produktov za stranke. V okviru takega razvoja izdajamo hitre proto-
tipne verzije koncˇnega produkta. Delimo ga na 5 korakov.
1. Nacˇrtovanje produkta
2. Definiranje potrebnih podatkov aplikacije
3. Definicija procesov
4. Implementacija aplikacije
5. Faza testiranja nad celotno implementiranem sistemu.
V RAD modelu ima testiranje veliko vlogo, saj se delovanje prototipa te-
stira na koncu vsakega koraka. Kljub temu imamo na koncu samega razvoja,





STLC (ang. software testing life cycle) predstavlja celoten cikel progam-
skega testiranja. Ta cikel zajema 6 zaporednih korakov, ki so vsi vitalnega
pomena za doseganje dobrih rezultatov.
Slika 6.1: Zˇivljenski cikel testiranja
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1. Analiza zahtev: V tej prvi fazi se posvetimo zahtevam iz razvijal-
skega zornega kota. V vecˇini primerov je potreben dodaten pogovor z recimo
stranko ali vodjo razvoja, da cˇim bolj natancˇno razumemo zahteve.
V fazi analize zahtev moramo pripraviti vprasˇanja za stranko/vodjo razvoja,
za boljˇse razumevanje. Moramo definirati kaksˇne vrste testiranja bomo upo-
rabljali, hkrati pa jasno zacˇrtati namen nasˇega dela. V zgodnjih fazah je
zelo pomembno, da si zacˇrtamo okviren plan glede avtomatiziranja testov v
prihodnosti.
2. Planiranje testiranja: Ta faza velja za najbolj pomembno, saj do-
ber testni plan vsem zaposlenim na projektu obcˇutno olajˇsa delo. Obicˇajno
vodja testiranja v podjetju oceni tezˇavnost in ceno dela projekta. Ta faza
zajema vecˇ aktivnosti, recimo definicija vlog pri testiranju, izbira testnih
orodij/okolja in predvsem definiranje cilja testiranja. Moramo se zavedati,
da se plan testiranja ne naredi samo na podlagi zahtev strank, ampak mo-
ramo gledati njegovo skladnost z analizo tveganj. Po koncu te faze moramo
imeti kreiran dokument v katerem imamo zbrane vse informacije testiranja
in grobo oceno strosˇka celega cikla.
3. Razvoj testov: Ko smo zakljucˇili z nacˇrtovanjem testiranja, se lotimo
samega razvoja. V tej fazi ekipa, zadolzˇena za zagotavljenje kvalitete, napiˇse
vse testne primere definirane v nacˇrtu. V primeru, da je potrebno se v tej
fazi tudi ustvarijo programi za avtomatsko izvajanje testov in testni podatki
brez katerih testi ne morajo funkcionirati.
4. Postavitev testnega okolja: Zelo pomemben korak v ciklu testiranja
je postavitev testnega okolja. Je neodvisen, zato ga lahko zacˇnemo hkrati
z razvojem testov. Odvisno od situacije, vcˇasih testno okolje postavi raz-
vijalec, vcˇasih stranka. Naloga razvijalcev je kreiranje testov, ki potrdijo
pripravljenost testnega okolja.
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5. Testiranje: Po koncˇanem razvoju testnih primerov in vzpostavitvi te-
stnega okolja, je cˇas za testiranje nasˇe programske resˇitve. Vse teste izva-
jamo po definiranem planu in hkrati belezˇimo vse dobljene rezultate. Vse
neuspesˇne teste zberemo in predamo razvijalski ekipi. Po odpravi napak s
strani razvijalcev, vse neuspesˇne teste ponovimo. Po koncu te faze moramo
imeti pripravljeno RTM in porocˇilo napak.
RTM(Requirements Traceability Matrix) je zbirka zahtev in njihovih sta-
tusov. Vsak element v RTM-ju mora vsebovati sˇifro zahteve, opis zahteve,
sˇifro testnega/testnih primerov in koncˇni status. Sluzˇi nam za lazˇjo pregle-
dnost [11].
Slika 6.2: Matrika zahtev
V razvoju programske opreme tabelo zahtev uporabljamo predvsem za-
radi 3 razlogov:
1. Zagotavljanje, da se nasˇ projekt pomika v pravo smer, saj imamo
vpogled v realizacijo vseh zahtev.
2. Zagotavlja, da ne razvijamo nepotrebnih funkcionalnosti, ampak
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se osredotocˇamo samo na zacˇrtane zahteve.
3. Preglednost pokritja testnih primerov za vse nasˇe funkcionalnosti.
6. Zakljucˇek testiranja: Ko so vsi testni primeri sprejeti in narejeno
porocˇilo napak, se testna ekipa obicˇajno zbere in ima diskusijo glede testnega
cikla. Potrebno je analizirati tako dobre, kot slabe korake in razmiˇsljati kako
bi proces naslednjicˇ izboljˇsali. Vse ideje za izboljˇsave naj se zapiˇse v vsem





Angular je odprto kodno orodje, bazirano na uporabi programskega jezika
Typescript. Angular je naslednik AngularJS, obe orodji pa sta razviti pod
okriljem Googla. Uradna izdaja se je zgodila leta 2016. Spada v skupino
treh najbolj uporabljenih orodij za razvoj spletnih aplikacij, skupaj z Vue
in React. Angular s funkcijo uporabe komponent, razvijalcu omogocˇa boljˇse
strukturiranje svojega programa in mozˇnost vecˇkratne uporabe iste program-
ske kode. Omogocˇa tudi uporabe filtrov oziroma pip, ki pomagajo pri samem
izpisu podatkov uporabniku.
TYPESCRIPT:
Typescript je odprto koden programski jezik, razvit s strani Microsofta. Je
nadgradnja Javascripta, jezika, ki ga ”razumejo”vsi brskalniki in omogocˇa
bolj optimalno pisanje kode. Ena od vecˇjih razlik je omogocˇanje definiranja
tipa spremenljivk v typescriptu. Na ta nacˇin lahko piˇsemo bolj pregledno
kodo, hkrati pa lazˇje zaznamo napake. Tudi orodja za pisanje kode imajo
vedno vecˇ podpore za typescript. Treba pa je poznati dejstvo, da se vsa




VS Code je orodje za pisanje programske kode, razvito s strani Microsofta.
Uporabniku omogocˇa:
-Iskanje nizov po celotni programski kodi projekta
-Razhrosˇcˇevanje
-Povezovanje z orodji za kontrolo verzije (git)
-Dopolnjevanje kode
-Mozˇnost dodajanje poljubnih vticˇnikov
-Uporaba orodne vrstice
Slika 7.1: Uporabniˇski vmesnik VS Code
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PROTRACTOR:
Protractor je orodje za testiranje end2end testov, torej testov iz vidika
uporabnika aplikacije, narejeno za Angular in AngularJS. Deluje na gonil-
niku od samega brskalnika, zato sem nam ob zagonu testov odpre brskal-
nik, ki izvaja nasˇe akcije definirane v testnih scenarijih. Ime skupine testov
oznacˇimo z besedo describe, testni primer pa z besedo it. Da se izognemo
ponavljanju kode, imamo na voljo tudi funkciji beforeEach in afterEach,
ki se izvedeta pred in po vsakem testnem scenariju. Po koncˇanem izvajanju
testnih scenarijev, nam program izpiˇse rezultate v obliki porocˇila.




8.1 Testni cikel v manjˇsem podjetju
Sedaj pa si poglejmo zˇivljenski cikel testiranja v manjˇsem razvojnem pod-
jetju. Njihov produkt je spletna platforma, sestavljena iz 5 modulov. Razvoj
programske opreme poteka po agilnem modelu, kar pomeni pogosto spre-
minjanje uporabniˇskih zahtev, vsakodnevni kratki sestanki, razvoj planiran
preko uporabniˇskih zgodb in manjˇsi poudarek na dokumentaciji in testiranju.
8.2 Analiza zahtev
Lastnik izdelka v podjetju se temeljito posvetuje s stranko glede vseh zˇelenih
zahtev. Ker v podjetju sledimo agilnemu razvoju, te zahteve pretvorimo v
uporabniˇske zgodbe. Vsaka uporabniˇska zgodba definira zˇelene funkcio-
nalnosti uporabnika in sprejemne teste, ki definirajo pravilno delovanje pro-
dukta. Uporabniˇsko zgodbo napiˇsemo v 3 korakih, najprej definiramo vlogo
uporabnika, nato funkcionalnost, ki jo bomo implementirali, na koncu pa
sˇe razlog za uporabo te funkcionalnosti [11]. Uporabniˇske zgodbe so zelo
uporabne, saj jih lahko uporabimo kot dokumentacijo.
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Slika 8.1: Primer uporabniˇske zgodbe
8.3 Planiranje testiranja
Zelo pomembna faza celotnega procesa testiranja je faza planiranja. V pri-
meru, da ustvarimo dober plan, bomo vsem cˇlanom ekipe zelo olajˇsali delo. V
vecˇini primerov se vsi zadolzˇeni za testiranje zberejo na uvodnem sestanku,
kjer si okvirno razdelijo naloge. Odvisno od kompleksnosti testiranja, se
ekipa dogovori za kratke dnevne sestanke, kjer pregledajo trenutni napredek.
Dobre prakse so, da si ekipa dodeli dodatne vloge, na primer, kdo bo vodja v
primeru, da vodja testiranja zboli ali je odsoten, kdo je zadolzˇen za vodenje
sestankov itd. Zelo pomembno je, da ekipa dolocˇi obseg testiranja, torej kaj
se bo testiralo in kaj se ne bo testiralo. Na ta nacˇin se izognemo nepo-
trebnem delu in nejasnosti znotraj ekipe.
Nasˇa naloga je, da iz zˇe obstojecˇih uporabniˇskih zgodb naredimo dokument
v katerem podrobno strukturiramo plan testiranja teh funkcionalnosti. Za
vsako uporabniˇsko zgodbo moramo najprej definirati sprejemne teste.
Vsakemu testu dodelimo osebo, ki bo zanj odgovorna. Tako se izognemo
situaciji, kjer bi po nesrecˇi dvakrat razvijali iste teste. Vsak test ima svojo
sˇifro (ID), saj jih na tak nacˇin tudi poimenujemo v programski kodi. Tudi
vsaka napaka, ki je razlog za padec testa ima svoj ID. Dobro je tudi, da ima
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vsak test v tabeli definiran svoj tip. (unit,e2e,manual,integration itd.).
Na spodnji sliki lahko vidimo prejˇsno uporabniˇsko zgodbo (Slika 8.1), kako
izgleda v nasˇi tabeli zahtev. Uporabniˇska zgodba ima sˇifro MD275, tako
da bomo to vkljucˇili v ime sprejemnih testov. Poleg opisa testa imamo tudi
ime programerja, ki je zadolzˇen za dolocˇen sprejemni test. Nato sledi tip
testa, v nasˇem primeru unit, lahko pa tudi e2e, integration itd.
Slika 8.2: Primer sprejemnih testov uporabniˇske zgodbe MD275
Tak dokument damo v skupno rabo v obliki google docs tabele, ki omogocˇa
ogled in urejanje dokumenta s strani vecˇih uporabnikov. Vpogled v ta doku-
ment ima lastnik izdelka, vodja razvoja in vsak razvijalec, ki je dodeljen vsaj
enemu testnemu primeru. Ob izidu nove verzije, te dokumente arhiviramo,
da imamo dober pregled nad razvijanjem in testiranjem nasˇe programske
opreme.
8.4 Razvoj testov
V sklopu tega cikla testiranja se bomo srecˇali z unit/e2e/manualnimi testi.
E2E TESTI:
Testom, ki testirajo delovanje na nivoju stranke, pravimo end2end testi. V
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nasˇem primeru Angular ob kreiranju novega projekta, avtomatsko naredi da-
toteko e2e, v kateri se nahajajo testni primeri. Datoteke s koncˇnico .po so
objekti strani, s .spec pa testni primeri.
Slika 8.3: Datoteka e2e z objekti strani in testnimi primeri
Cˇelni del nasˇe aplikacije je narejen v orodju Angular in najbolj uporabno
orodje za kreiranje testov na strani uporabnika se imenuje protractor. Za
boljˇso preglednost in optimizacijo programske kode, uporabljamo pristop s
PO (page object). Vsaka spletna stran v okviru nasˇe aplikacije bo tre-
tirana kot objekt. Taka praksa je zelo dobrodosˇla, saj lahko vsaki strani
definiramo svoje lastne funkcije. Na ta nacˇin se izognemo ponavljanju kode,
hkrati pa naredimo program veliko bolj berljiv.
PRIMER: Na spletni strani imamo gumb, ki nam odpre okno za dodaja-
nje informacij. Ko so informacije izpolnjene, pritisnemo gumb potrdi. Za




- Poiskati vnosna polja
- Vnesti podatke v izbrana polja
- Poiskati gumb za potrditev
- Klik na Potrdi gumb
V primeru, da bi hoteli te akcije v sklopu nasˇega testiranja vecˇkrat pono-
viti, bi porabili veliko vrstic kode. Tako pa vse te korake zdruzˇimo v eno
funkcijo, ki jo lahko uporabljamo kadarkoli v cˇasu testiranja.
Slika 8.4: Primer objekta strani z definiranimi funkcijami in elementi
Za sˇe vecˇjo preglednost, vsak testni primer poimenujemo enako kot je
definiran v nasˇem planu testiranja.
Testi na strani uporabnika se v vsakem Angular projektu nahajajo v e2e
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mapi, ki se avtomatsko generira ob kreiranju novega projekta. Za pogon
testov pa uporabimo ukaz ng e2e.
Primer testnega scenarija:
Opazimo, da se ime testa nanasˇa na ime uporabniˇske zgodbe v tabeli zahtev.
Testiranje poteka vecˇino cˇasa na podoben nacˇin, inicializiramo objekt strani
(ang. page object), klicˇemo njegove funkcije in primerjamo dobljene rezul-
tate. Pri e2e testiranju uporabljamo asinhrone funkcije (async function v
definiciji funkcije), saj moramo v vecˇini primerov pocˇakati na zakljucˇek neke
akcije. Recimo da zˇelimo pritisniti gumb in preveriti ali se nam odpre nov
zavihek. Najprej moramo pocˇakati, da se uspesˇno izvede pritisk gumba, sˇele
nato lahko primerjamo rezultate. Za te situacije v JavaScriptu/TypeScriptu
uporabljamo await funkcionalnost, ki pocˇne prav to.
Slika 8.5: Primer testnega scenarija
Po uporabljenem ukazu (ng e2e), se nam odpre brskalnik, ki pozˇene
testne scenarije. Po koncˇanem izvajanju dobimo kratko porocˇilo o rezultatu
testov. Za lazˇjo preglednost se besedilo v describe bloku napiˇse z belo barvo,
besedilo v it bloku pa z zeleno(cˇe je test uspesˇen, drugacˇe pa se obarva z rdecˇo
barvo).
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Slika 8.6: Koncˇni izpis rezultata testiranja
UNIT TESTI:
Kot smo zˇe prej omenili, pri testiranju enot, izoliramo delovanje aplikacije
na manjˇse dele in preverimo njihovo delovanje. V orodju Angular, se nam
ob kreiranju nove komponente ustvari istoimenska datoteka s koncˇnico spec.
Ta dokument sluzˇi za pisanje testov enot komponente.
Slika 8.7: Datoteke za definiranje/testiranje komponente
Testi enot bodo nacˇeloma potekali na podoben nacˇin, ustvarili bomo
instanco nasˇe komponente, poklicali funkcijo te komponente in preverjali
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rezultate.
Vzemimo za primer uporabniˇsko zgodbo MD-280, ki govori o implementaciji
nove komponente. Komponenta ima dolocˇen HTML in funkcijo, ki filtrira
vse besede, krajˇse od 6 znakov.
Slika 8.8: Funkcija komponente
Ta uporabniˇska zgodba ima 3 sprejemne teste, ki so zaporedno osˇtevilcˇeni.
Njihova imena v programski kodi so enaka kot v tabeli zahtev. Tam lahko
najdemo podroben opis vsakega testa.
Za vsak sprejemni test, bomo napisali nov testni blok, drzˇali pa se bomo prej
omenjenega pristopa:
1. Inicializacija komponente
2. Klic dolocˇene funkcionalnosti
3. Primerjava rezultatov
Testi enot (ang. unit) so zelo kratki in testirajo tocˇno dolocˇeno delovanje.
Dobre prakse pravijo, da je boljˇse napisati vecˇ kratkih testov, kot manjˇse
sˇtevilo bolj kompleksnih.
Ob pogonu testov, se nam v brskalniku odpre porocˇilo nasˇega testiranja. Re-
zultati so grupirani po imenih describe bloka pri pisanju testov. Describe
bloke poimenujemo po imenu uporabniˇske zgodbe, za lepsˇo preglednost.
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Slika 8.9: Testi enot
Slika 8.10: Koncˇen izpis rezultata testiranja enot
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INTEGRATION TESTI:
Testi integracije nam pokazˇejo delovanje nasˇe komponente v kombinaciji z
drugimi komponentami. Pri testiranju enot smo preverjali delovanje manjˇsih
delov funkcionalnosti, sedaj pa moramo preizkusiti komponento kot celoto.
Cˇe nasˇa koda prestane testiranje enot, sˇe ne pomeni, da deluje brezhibno. Sˇe
vedno se lahko pojavijo problemi, ko pride do komunikacije med drugimi deli
programa. Pisanje testov je zelo podobno, kot v fazi testiranja enot, samo
da v tem primeru inicializiramo vecˇ komponent.
1. Kreirajmo obe komponenti
2. Poklicˇimo funkciji, pri katerih bomo opazovali komunikacijo
3. Preverimo dobljene rezultate
Slika 8.11: Test integracije za dve komponenti
Lahko vidimo, da je zelo pomembno delovanje komponente znotraj aplikacije
in ne samo v izoliranem testnem okolju.
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8.5 Postavitev testnega okolja
Pred samim izvajanjem testiranja, je potrebno pripraviti/definirati okolje in
zagotoviti njegovo funkcionalnost. V nasˇem primeru morajo biti vsi testni
primeri izvedeni tako na Chrome kot na Firefox brskalniku, saj to piˇse v nasˇi
podpori. Vrsto brskalnika lahko dolocˇimo v skripti, ki poganja testne pri-
mere. Seveda moramo tudi omogocˇiti brezhibno internetno povezavo, zato
se namesto wifi-ja, povezˇemo prek ethernet kabla. Kljub temu z zunanjim
programom preverimo hitrost/stabilnost nasˇe povezave. V tej fazi moramo
nujno izvesti teste zaupanja. Ti testi definirajo ali je nasˇ sistem stabilen za
testiranje. V vecˇini primerov se tako testiranje izvaja rocˇno.
V nasˇem primeru v fazi postavitve okolja preverjamo:
- Ali imamo brezhibno internetno povezavo?
- Ali imamo namesˇcˇena brskalnika Chrome in Firefox?
- Ali so namesˇcˇeni vsi zunanji programi, ki jih aplikacija potrebuje?
- Ali je v brskalniku resitiran predpomnilnik?
- Ali vsi glavni zavihki znotraj aplikacije pravilno spreminjajo naslov (URL)?
- Ali se uporabnik lahko uspesˇno odjavi iz aplikacije?
- Ali je baza prestala osnovne teste enot?
Ta preverjanja so zelo preprosta, ampak lahko prihranijo veliko cˇasa pri
testiranju. V tej fazi lahko opazimo kljucˇne napake.
8.6 Testiranje
V tej fazi vse implementirane testne scenarije pozˇenemo v skripti. V pri-
meru, da je rezultat testa negativen, to informacijo zapiˇsemo v nasˇo tabelo
testov (ustvarjeno v fazi Planiranje testiranja). Po koncˇanem testiranju se
osredotocˇimo na odpravo napak, ki so bile zaznane. Po popravkih ponovno
pozˇenemo vse teste. V primeru, da ne zaznamo napak, smo koncˇali s te-
stiranjem. Ko se testi oziroma implementacija popravi, testiramo ponovno.
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Slika 8.12: Koraki testiranja
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Slika 8.13: Oznacˇevanje napak pri testiranju
8.7 Zakljucˇek cikla
Po koncˇanem ciklu testiranja sledi sestanek, na katerem se ekipa pogovori o
dobrih in slabih praksah/odlocˇitvah, ki so jih uporabljali ta cikel. Potrebno
je razglabljati o mozˇnih popravkih za prihodnje testiranje in pogledati
odstopanja med ceno in trajanjem testiranja ter dejansko vrednostjo. Po
vsakem koncˇanem testiranju se kreira dokument, ki nosi sˇtevilo napak za
vsak modul. Na ta nacˇin lahko v prihodnosti lazˇje ocenimo kriticˇne tocˇke
aplikacije. Pri lazˇji predstavi teh podatkov pomaga vizualizacija.
Slika 8.14: Razmerje uspesˇnosti/neuspesˇnosti testov za cikel
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Slika 8.15: Razdelitev napak po modulih
Slika 8.16: Primerjava trajanj ciklov testiranj
8.8 Mozˇne izboljˇsave
V manjˇsem podjetju, kjer je glavni poudarek na izdaji produkta in ne na
samem testiranju, je veliko prostora za izboljˇsave:
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- Zaposlitev QA inzˇenirja (prevzame vecˇino bremena testiranja iz razvi-
jelcev)
- Redno obvesˇcˇanje programerjev glede novih orodij/dobrih praks pri te-
stiranju programske opreme.
- Test-driven-development pisanje programske kode. To pomeni, da raz-
vijalci najprej napiˇsejo teste in se sˇele potem lotijo implementacije svoje
naloge. Na ta nacˇin veliko bolj razmislijo o problemu preden zacˇnejo s pisa-
njem kode, hkrati pa napisane teste lahko kasneje spet uporabimo[5].
- Vzpostavitev boljˇse komunikacije med zaposlenimi v cˇasu testiranja.
Na ta nacˇin bi pohitrili prenos znanja znotraj podjetja.
- Dodatna usposabljanja zaposlenih v podjetju. Podjetje bi lahko vecˇkrat
letno za svoje zaposlene financiralo izobrazˇevanja in certifikate na podrocˇju
pisanja in boljˇsega razumevanja testiranja. Na tak nacˇin bi postopoma gra-
dili zelo kvaliteten kader.
- Evidenca kolicˇine napisanih testov za vsakega posameznika, razdelejno
po modulih. Z vodenjem take evidence, bi tocˇno vedeli, kateri razvijalec je
najbolj izkusˇen v pisanju testov za dolocˇen modul. V vsakem stolpcu, ki
predstavlja ime modula, obarvamo najvecˇje sˇtevilo napisanih testov posa-
meznika, za boljˇso preglednost. Na ta nacˇin, bi lazˇje izbrali zaposlenega, ki
bi napisal kriticˇne teste, oziroma pomagal novemu cˇlanu ekipe, ki mu je bil
dodeljen enak modul.
Moramo vedeti, da se testiranje konstantno spreminja in bomo zaradi tega
dejstva skozi cˇas odkrivali vedno nove izboljˇsave.
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Slika 8.17: Tabela sˇtevila napisanih testov za posameznika po modulih
Poglavje 9
Zakljucˇek
V diplomskem delu smo si pogledali razlicˇne nacˇine in pristope testiranja
programske opreme. V prvem delu smo si ogledali teoreticˇno plat testiranja,
torej pristope in nivoje testiranja, ter prakse testiranj v razlicˇnih modelih
razvoja programske opreme.
V drugem delu, smo si na prakticˇnem primeru pogledali, kako izgleda vsaka
faza v sklopu zˇivljenskega cikla testiranja v manjˇsem podjetju.
Kljub temu, da smo spoznali veliko nacˇinov testiranja, se moramo zavedati
da jih obstaja sˇe veliko, ki presegajo okvir tega diplomskega dela, zato naj to
delo sluzˇi bolj kot uvod v domeno testiranja programske opreme. Samo testi-
ranje je neskoncˇen proces, vedno lahko odkrijemo nov oziroma boljˇsi pristop
za preverjanje dolocˇenega delovanja. Tudi nacˇin testiranja znotraj podjetja
lahko postane cilj testa, kjer ugotovimo, da lahko na drugacˇen nacˇin hitreje
in bolj kvalitetno preverimo delovanje nasˇih produktov.
V danasˇnji poplavi programske kode je kvaliteta tisti faktor, ki nas lahko
locˇi od ostalih. Sploh v manjˇsih podjetjih, kjer je poudarek na hitrem ra-
zvoju, velikokrat pozabijo na kvaliteto njihovih produktov. Vcˇasih je prav
to razlog za njihov neuspeh.
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Moramo se sprijazniti, da je testiranje programske kode v vsakem podje-
tju nujno, cˇeprav se vcˇasih zdi cˇasovno potratno. Cˇas in denar vlozˇena v
testiranje se na dolgi rok vedno povrneta, saj prihranimo veliko cˇasa pri raz-
hrosˇcˇevanju programa in veliko skrbi pred morebitnim kolapsom sistema.
“Quality is free, but only to those who are willing to pay heavily for it.”
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