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2. Bevezetés 
A gráfok reŶdkíǀül gǇakraŶ haszŶált adatstruktúrák és a gráfokkal foglalkozó 
algoritŵusok alapǀető szerepet játszaŶak a száŵításokďaŶ. Száŵos proďléŵa 
fogalŵazható ŵeg a gráfok segítségéǀel. Ezek közül taláŶ az egǇik legjeleŶtőseďď a 
legröǀideďď utak proďléŵája. Példa: HogǇaŶ jussuŶk el leggǇorsaďďaŶ az egǇik ǀárosďól 
a ŵásik ǀárosďa. 
A proďléŵa sokrétűsége miatt a ŵegoldásra is száŵos algoritŵus született. A 
szakdolgozatom legfőďď Đélja, hogǇ ďeŵutassaŵ ezeŶ eljárások legŶépszerűďďjeit, 
ráŵutatǀa előŶǇeikre, hátráŶǇaikra ǀalaŵiŶt a közöttük léǀő legalapǀetőďď 
külöŶďségekre, hasoŶlóságokra. 
ElsőkéŶt alapǀető, a szakdolgozat ŵegértéséhez eleŶgedhetetleŶ gráfelŵéletďeli 
fogalŵakról esik szó, utáŶa pedig ŵagát a proďléŵákat defiŶiáljuk. Ezek utáŶ köǀetkezik 
az algoritŵusok részleteseďď elŵagǇarázása. Majd ŵegŵutatoŵ, hogǇaŶ lehet őket 
iŵpleŵeŶtálŶi az általaŵ ǀálasztott prograŵozási ŶǇelǀďe. 
EzeŶ kíǀül, a ŵateŵatikai jelleg elkerülése ǀégett a dolgozatban helyet kap törtéŶelŵi 
háttér, ǀalaŵiŶt az algoritŵusok szülőatǇjaiŶak főďď életŵozzaŶatai, egǇéď szerepük a 
ŵateŵatikáďaŶ. 
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3. FelhaszŶálói DokuŵeŶtáĐió 
3.1. Platform és eszközök 
Az alkalŵazás Windows Presentation Foundation1 ;WPF, kódŶeǀéŶ AǀaloŶ) 
keretreŶdszerďeŶ készült. A rendszert mely grafikus felhaszŶálói felületek készítéséhez 
haszŶálatos osztálǇköŶǇǀtár, a Microsoft fejlesztette. A WPF a .NET keretrendszer 3.0 
ǀerziójáďaŶ jeleŶt ŵeg, kialakításáďaŶ jeleŶtőseŶ külöŶďözik a koráďďaŶ azoŶos Đélú 
ŵegoldástól, a Windows Forms-tól. A WPF egǇik fő újítása a koráďďi aďlak terǀező 
ŵegoldáshoz képest a felület és az üzleti logika szétǀálasztása. az aďlakok terǀezése egǇ 
XML alapú jelölőŶǇelǀǀel, a XAML-lel törtéŶik. A jelölőŶǇelǀ, illetǀe a feladatok 
szétǀálasztása a prograŵozók és látǀáŶǇért felelős ŵuŶkatársak köŶŶǇeďď 
egǇüttŵűködését teszi lehetőǀé. A WPF alkalŵazások grafikai eleŵei ǀektorgrafikusa, 
ezáltal lehetőǀé teszik az esztétikus átŵéretezést, és léŶǇegeseŶ keǀeseďď tárterületet 
foglalŶak. A WPF, és a kiseďď halŵazáŶak tekiŶthető MiĐrosoft Silǀerlight egǇaráŶt 
elérhetőǀé teszi az aŶiŵáĐiók deklaratíǀ defiŶiálását, és a ŵegjeleŶítéshez a GDI 
ŵellőzéséǀel DireĐtX-et haszŶál, aŵellǇel, sokkal joďď teljesítŵéŶǇ érhető el. Az 
adatkötés a felhaszŶálói felület és az üzleti logika között tereŵti ŵeg a kapĐsolatot. Ez 
töďď útoŶ-ŵódoŶ törtéŶhet, az egǇiráŶǇú, egǇszeri kapĐsolattól a kétiráŶǇú sziŶkroŶďaŶ 
tartott kapcsolatig. 
ElsősorďaŶ Windows 10 operáĐiós reŶdszerre fejlesztetteŵ az alkalŵazást. 
A WPF-ben ǀaló fejlesztést a Microsoft Visual Studio 2010 fejlesztőkörŶǇezet óta 
ďiztosítja a MiĐrosoft, de éŶ Microsoft Visual Studio 2015-ďeŶ írtaŵ ŵeg a 
programomat. ElőŶǇei a terǀezési időďeŶ törtéŶő kód eleŵzés és hiďajelzés, jól 
elreŶdezett és átgoŶdolt kezelőfelület, projektek ŵeŶedzselése, és egǇszerű gǇors 
haszŶálat. Az alkalŵazást Ŷeŵ kell telepíteŶi, Đsak a futtatható álloŵáŶǇt kell eliŶdítaŶi, 
ígǇ Ŷeŵ előfeltétele, hogǇ a fejlesztőkörŶǇezet a száŵítógépüŶköŶ legǇeŶ. 
A Visual Studio legújaďď ǀáltozata elérhető iŶgǇeŶeseŶ a MiĐrosoft oldaláról 
;CoŵŵuŶitǇ EditioŶͿ. Az egǇeteŵ és MiĐrosoft kapĐsolatát haszŶálǀa a hallgatókŶak 
iŶgǇeŶ elérhető a teljes ǀerzió is. 
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3.2. Prograŵ iŶdítása 
A prograŵot telepíteŶi Ŷeŵ kell, a futtatható álloŵáŶǇt a ŵellékelt DVD-ről fel kell 
ŵásolŶi az eszközüŶkre, és iŶdítható is. 
Az alkalŵazás, a futtatható álloŵáŶǇ eliŶdítása utáŶ tárul eléŶk. A legŶagǇoďď felületeŶ 
tudjuk ŵegrajzolŶi a gráfuŶkat, aŵiŶ tudjuk futtatŶi a gráf algoritŵusokat. Az 
alkalmazásďól egǇszerűeŶ ki lehet lépŶi, de ilǇeŶkor a ŵuŶkáŶk is elǀeszik. 
AlapértelŵezetteŶ Ŷeŵ ĐsiŶál ŵeŶtést a legutolsó állapotról, ŵiŶdig érdeŵes 
elŵeŶteŶi ŵielőtt kilépüŶk. 
3.3. Alkalŵazás felülete 
Az alkalŵazás feladata, hogǇ segítse a felhaszŶálót egǇtől harŵiŶĐ ĐsúĐsig terjedő 
gráfokat kirajzolŶia a gépeŶ, és ezekeŶ hároŵ külöŶďöző algoritŵust is tudjoŶ futtatŶi. 
A rajzolófelületeŶ a ďal goŵď leŶǇoŵásáǀal rakhatuŶk le egǇ ĐsúĐsot. Két ĐsúĐs 
kiǀálasztása utáŶ hozhatuŶk létre egǇ élt, aŵiŶek ŵeg kell adŶi a súlǇát. A jobb gomb 
leŶǇoŵásáǀal áthelǇezhetüŶk egǇ eleŵet a felületeŶ. Létrehoztaŵ egǇ ŵeŶüsort, 
aŵiďeŶ köŶŶǇeďďeŶ el lehet érŶi a külöŶďöző paraŶĐsokat. A fájl ŵeŶüpoŶtoŶ ďelül 
lehet új gráfot kezdeŶi, az algoritŵust ǀisszaǀoŶŶi, a gráfot ŵeŶteŶi, és ďetölteŶi, 
ǀalaŵiŶt kilépŶi. A ŵűǀeletek ŵeŶüpoŶtoŶ ďelül lehet az utolsó lépésüŶket ǀisszaǀoŶŶi 
ǀagǇ ŵegisŵételŶi. Esetleg ha egǇ ĐsúĐsot ǀagǇ élet ǀéletleŶül ǀittüŶk fel ǀagǇ Đsak Ŷeŵ 
szeretŶéŶk, hogǇ ott legǇeŶ ki is lehet törölŶi. IlǇeŶkor a ĐsúĐshoz ǀagǇ élhez tartozó 
összes adat ǀisszaǀoŶhatatlaŶul törlődik.  
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MagáŶ a felületeŶ ŵég elérhető két goŵď. Ezekkel lehet eliŶdítaŶi az útkereső 
algoritŵust. Az egǇik egǇ poŶtďól a ŵásikďa, a ŵásik egǇ poŶtďól az összesďe futtatja az 
algoritŵust. Ki lehet ǀálasztaŶi, hogǇ a gráfuŶk iráŶǇított ǀagǇ iráŶǇítás Ŷélküli legǇeŶ, 
és hogǇ ŵelǇik algoritŵus fussoŶ. Eŵellett látszik az a táďlázat, aŵelǇik tartalŵazza az 
egǇ ĐsúĐsďól az összeshez jutó táǀolságot, ha egǇ ĐsúĐshoz Ŷeŵ ǀezet út, azt eďďeŶ a 
táďlázatďaŶ egǇ ǀégteleŶ karakterrel jelezzük a felhaszŶáló felé. Ez minden alkalommal 
eltűŶik, ha toǀáďďi szerkesztéseket ǀégzüŶk a gráfoŶ. Alatta egǇ lista van, amiben 
ŵegtalálható az összes élŶek a súlǇa. Ezeket ki lehet ǀálasztaŶi, és felülírŶi a koráďďi 
súlǇt. Köǀetkező részeŶ található a ďilleŶtǇűzetről ǀaló ďeǀitel. Itt hozzá lehet adŶi új 
ĐsúĐsot, és élt. A ŵegfelelő elleŶőrzések ďeŶŶe ǀaŶŶak, és ezeket jelzi is a felhaszŶáló 
felé. Végül a felület legaljáŶ találuŶk egǇ státuszsort, ahol alapiŶforŵáĐiókat ad a 
prograŵ a felhaszŶálóŶak.  
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3.4. Gráf 
Először ďeszéljüŶk a gráfokról, hogǇ érthető legǇeŶ ŵit is ĐsiŶál a prograŵ. 
DefiníĐió ;GráfͿ: EgǇ G gráf két halŵazďól áll: a ĐsúĐsok ǀagǇ poŶtok V halŵazáďól, ŵelǇ 
egǇ ǀéges, Ŷeŵ üres halŵaz, és az élek E halŵazáďól, ŵelǇekŶek eleŵei ďizoŶǇos V-beli 
párok. 
 
3.5. CsúĐsok 
Az éŶ eseteŵďeŶ a ĐsúĐsok gráfokďaŶ egy-egǇ poŶtkéŶt jeleŶŶek ŵeg. EgǇ gráfďaŶ 
ǀéges sok ĐsúĐs lehet. Ezeket kötik össze az élek. MiŶdeŶ ĐsúĐsŶak ǀaŶ egǇ középpoŶtja, 
egǇ egǇedi azoŶosítója, össztáǀolsága, egǇ éllistája, amiben tároljuk, az i  V ĐsúĐs 
listájáďaŶ tároljuk az i-ďől kiŵeŶő éleket, és ;aŵeŶŶǇiďeŶ ǀaŶŶakͿ a súlǇukat is. A listák 
összességét egǇ töŵďďeŶ tároljuk. Ezek alapjáŶ egǇszerűeŶ ŵegtudhatjuk, hogǇ eŶŶek 
a ĐsúĐsŶak, kik a szoŵszédjaik, ezzel is egǇszerűďďé téǀe az algoritŵus ŵűködését. 
3.6. Élek 
Az élek helǇezkedŶek el két ĐsúĐs között. EgǇ ĐsúĐsďól töďď él is jöhet. EgǇ él tartalŵazza 
azt a ĐsúĐsot, aŵiďől iŶdul, és aŵiďe ŵegǇ, ǀalaŵiŶt a súlǇát. Ezek ŶagǇoŶ foŶtos 
tulajdoŶságok, hogǇ ki tudjuk száŵolŶi egǇ gráfŶak a legröǀideďď útját. Miǀel két poŶt 
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között ǀégteleŶ sok poŶt ǀaŶ, ezért Ŷeŵ tudjuk elleŶőrizŶi a hosszát, ígǇ egǇ élŶek a 
középpoŶtját is tároloŵ. Itt jeleŶíteŵ ŵeg, hogǇ ŵekkora is a súlǇa az élŶek. 
Irányított Gráf: Az iráŶǇított gráfďaŶ ŵiŶdeŶ él iráŶǇított ;ŵásképp fogalmazva a 
ĐsúĐsok reŶdezettekͿ. Az iráŶǇítást ŶǇilak segítségéǀel jelöljük. Az ;u, ǀͿ iráŶǇított él 
jelölésére haszŶálŶi fogjuk az u → ǀ ǀáltozatot is. 
 
AŵeŶŶǇiďeŶ ŶiŶĐs iráŶǇításuŶk, ǀagǇ ha ŵiŶdeŶ él oda és ǀissza is iráŶǇítǀa ǀaŶ, akkor 
iráŶǇítatlaŶ gráfról ďeszélüŶk. Ekkor Ŷeŵ teszüŶk külöŶďséget az ;u, ǀͿ és a ;ǀ, uͿ élpár 
között. 
MiŶt ahogǇ ŵár feŶteďď is utaltaŵ rá, az oďjektuŵok ;ĐsúĐsokͿ közötti kapcsolat sokszor 
jelentheti út létezését ǀagǇ kommuŶikáĐió lehetőségét. IlǇeŶkor gyakran költségek ǀagy 
súlǇok tartozhatŶak az élekhez, aŵelǇek az út esetéďeŶ időt ǀagǇ akár péŶzt is 
jeleŶthetŶek ;goŶdoljuŶk Đsak az autópálǇákra, aŵelǇek haszŶálatáért fizetŶi kellͿ. Ezt a 
kapĐsolatot egǇ ǀalós értékű függǀéŶŶǇel fogjuk leírŶi, ŵelǇŶek értelŵezési tartoŵánya 
a gráf élhalŵaza, az értékkészlete pedig a ǀalós száŵok halŵaza és k-ǀal, a költség szó 
kezdőďetűjéǀel jelöljük, tehát k: E→ℝ. A súlǇokat az élekre szokás írŶi. 
DefiníĐió ;útͿ: EgǇ út – akár iráŶǇított, akár iráŶǇítatlaŶ gráfďaŶ – ĐsúĐsok olǇaŶ ݒ1 , … , ݒk sorozata ;lehet egǇeleŵű isͿ, ahol ∀i  1..k-1-re (vi,vi+1Ϳ a gráf éle. IráŶǇított gráfokŶál 
az u-ďól ǀ-ďe ŵeŶő útra ݑ → ǀ jelöléssel is foguŶk utalŶi. 
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DefiníĐió ;út hosszaͿ: LegǇeŶ adott egǇ G = ;V, EͿ iráŶǇított ǀagǇ iráŶǇítatlaŶ gráf a k;fͿ, 
f  E élsúlǇokkal. A G gráf egǇ u-ďól ǀ-ďe ŵeŶő útjáŶak hossza az útoŶ szereplő élek 
súlǇáŶak összege. 
Legrövideďď út 
DefiníĐió ;legrövideďď útͿ: Legröǀideďď út alatt a gráfelŵéletďeŶ egǇ ŵiŶiŵális 
hosszúságú utat értüŶk egǇ gráf két külöŶďöző u és v ĐsúĐsa között. AŵeŶŶǇiďeŶ a 
gráfuŶk éleihez Ŷeŵ tartozŶak súlǇok, akkor ez egǇet jeleŶt egǇ olǇaŶ úttal u és v ĐsúĐs 
között, aŵelǇďeŶ a legkeǀeseďď él szerepel. Ha ǀaŶŶak súlǇok a gráf éleiŶ, akkor pedig 
olǇaŶ útról ďeszélüŶk, aŵelǇŶek éleiŶ szereplő súlǇok összege ŵiŶiŵális. VagǇis ha adott 
egǇ G = ;V, EͿ gráf a k;fͿ, f  E élsúlǇokkal, akkor dሺu, vሻ = ݉�݊ ∑ �ሺ�ሻ�P , ahol P 
tetszőleges út u és v között.  
EgǇes köŶǇǀekďeŶ ez a defiŶíĐiója az u és ǀ ĐsúĐsok közötti táǀolságŶak, illetǀe a 
legröǀideďď út súlǇáŶak, ha u ≠ ǀ, ha u = ǀ akkor ez a táǀolság, illetǀe súlǇ Ϭ, ha ŶiŶĐs út 
u és ǀ között, akkor ∞. 
Az aláďďi ǀáltozatokra osztható a proďléŵa:   
1. Legröǀideďď utak egǇ kiiŶduló poŶt és az összes töďďi poŶt között: ŵeg 
szeretŶéŶk találŶi az összes ǀV ĐsúĐshoz egǇ adott sV kezdőĐsúĐsďól 
odaǀezető legröǀideďď utat. 
2. Legröǀideďď út két külöŶďöző ĐsúĐs között: keressük egǇ adott u ĐsúĐsďól egǇ 
adott ǀ ĐsúĐsďa ǀezető egǇik legröǀideďď utat. ;Ez az ϭ. proďléŵa egǇ speĐiális 
esete.) 
3. Legröǀideďď utak az összes töďďi poŶt és egǇ ǀégpoŶt között. ;Ez az 1. 
ŵegfordítása.) 
4. Legröǀideďď utak az összes ĐsúĐspár között: keressük az összes u és ǀ ĐsúĐspárra 
egy u-ďól a ǀ ĐsúĐsďa ǀezető legröǀideďď utat. (Visszaǀezethető az ϭ. proďléŵára, 
ha ŵiŶdeŶ lehetséges kezdőĐsúĐsra ŵegoldjuk.) 
TerŵészeteseŶ akadhat olǇaŶ legröǀideďď út proďléŵa, aŵelǇekďeŶ előfordulŶak 
Ŷegatíǀ élek. 
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DefiníĐió ;negatív körͿ: A G = ;V, EͿ iráŶǇított gráf olǇaŶ köre, aŵelǇekďeŶ az élek 
súlǇáŶak összege Ŷegatíǀ. 
A Ŷegatíǀ körök a tőzsdéŶ és a péŶzügǇŶél jöhetŶek elő a legkeǀésďé, de ezekkel az 
algoritŵusokkal az ilǇeŶ proďléŵákat is ki lehet szűrŶi, hogǇ Ŷe forduljoŶ elő olǇaŶ, hogǇ 
a péŶzǀáltóreŶdszerďeŶ kialakuljoŶ egǇ Ŷegatíǀ kör aŵiǀel ŵiŶdig ŶǇereségeseŶ lehet 
kijöŶŶi. 
AŵeŶŶǇiďeŶ ŶiŶĐs a gráfďaŶ Ŷegatíǀ kör ďármelyik vV ĐsúĐs esetéŶ a legröǀideďď út 
súlǇa jóldefiŶiált ŵarad. Ha vannak u-ďól elérhető Ŷegatíǀ körök, akkor ǀiszoŶt a 
legröǀideďď út súlǇa defiŶiáltalaŶ lesz, ugǇaŶis ilǇeŶ esetďeŶ ŵiŶdig ǀaŶ kiseďď súlǇú 
röǀideďď út, ha a feltételezett legröǀideďďhez hozzáǀesszük a Ŷegatíǀ kör egǇ ďejárását. 
IlǇeŶ esetekďeŶ ezt a táǀolságot -∞-Ŷek defiŶiáljuk. ;Thoŵas H. Cormen, Charles E. 
Leiserson, Ronald L. Rivest, 2001) 
3.7. Az algoritmusok 
A Dijkstra algoritmus 
Dijkstra algoritŵusa egǇ adott kezdőĐsúĐsďól az összes töďďi ĐsúĐsďa ǀezető legröǀideďď 
utak proďléŵáját egǇ súlǇozott, iráŶǇított G = ;V, EͿ gráfďaŶ, aďďaŶ az esetďeŶ oldja 
ŵeg, ha ŶiŶĐseŶek Ŷegatíǀ élek, ǀagǇis ha ŵiŶdeŶ uǀ élre k;u, ǀͿ ≥ Ϭ teljesül.  
Az algoritmust Edsger Wybe Dijkstra, holland matematikus és iŶforŵatikus alkotta ŵeg 
1956-ban.  
Dijkstra algoritmusa szoŵszédossági éllistával 
A Dijkstra algoritmus implicite azokŶak a ĐsúĐsokŶak az S halŵazát tartja ŶǇilǀáŶ, 
aŵelǇekhez ŵár ŵeghatározta az u kezdőĐsúĐsďól odaǀezető legröǀideďď út súlǇát. Az 
algoritŵus ŵiŶdeŶ lépésďeŶ a legkiseďď legröǀideďď-út ďeĐslésű xV – S ĐsúĐsot 
ǀálasztja ki, ďeteszi az x-et S-ďe, és ŵiŶdeŶ x-ďől kiǀezető éllel egǇ-egǇ közelítést ǀégez. 
A V-S ĐsúĐsok ŶǇilǀáŶtartására egǇ Q prioritásos sort alkalmazunk minimum 
kiǀálasztásra, ahol a legkiseďď d érték száŵít a legŶagǇoďď prioritásúŶak. 
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DIJKSTRA eljárás. 
1. procedure Dijkstra (G, u) 
2. begin 
3.           for minden v V ĐsúĐsra do 
4.           begin 
5.                     D[v] := ∞; 
6.                     szülő[v] := Ø; 
7.           end 
8.           D[u] := 0; 
9.           var 
10.                     S := Ø; 
11.                     Q := ĐsúĐsokďól álló sor; 
12.           begin 
13.                    while Q Ŷeŵ üres do 
14.                    begin 
15.                             ǆ := ŵiŶiŵális Q; 
16.                             S := S ∪ {x}; 
17.                             for ∀ v Szomszéd[x]-re do 
18.                             begin 
19.                                   if D[v] > D[x] + k(x,v) then 
20.                                   begin 
21.                                          D[v] := D[x] + k(x,v); 
22.                                          szülő[v] = x; 
23.                                   end 
24.                             end 
25.                    end 
26.          end 
27. end 
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A Dijkstra algoritŵus ŵohó stratégiát alkalŵaz, hiszeŶ ŵiŶdig az u startĐsúĐshoz 
„legközeleďďi” ĐsúĐsot ǀálasztja ki V-S-ďől, hogǇ azutáŶ az S halmazba tegye. 
A Bellman-Ford-algoritmus 
A Bellman-Ford-algoritŵus az adott kezdőĐsúĐsďól iŶduló legröǀideďď utak proďléŵáját 
aďďaŶ az esetďeŶ oldja ŵeg, aŵikor ǀaŶŶak az élek között Ŷegatíǀ súlǇú élek, de Ŷeŵ 
találuŶk a gráfďaŶ Ŷegatíǀ kört. 
Az algoritŵus szülőatǇjakéŶt RiĐhard BellŵaŶ-t és ifjaďď Lester RaŶdolph Ford-ot 
tisztelik. 
Az eljárás 
Adott egy k: Eℝ súlǇfüggǀéŶŶǇel súlǇozott iráŶǇított G = (V, E) gráf, ahol a kezdőĐsúĐs 
az u. Az algoritŵus ǀisszajelzi, ha ǀaŶ a gráfďaŶ s-ďől elérhető Ŷegatíǀ kör, ha ŶiŶĐs 
ďeŶŶe, akkor előállítja a ŵegoldást. 
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BELLMAN-FORD eljárás. 
1. procedure Bellman-Ford (G, u) 
2. begin 
3.           for ∀ v  V ĐsúĐsra do 
4.           begin 
5.                   D[v] := ∞; 
6.                   szülő[v] := Ø; 
7.           end 
8.           for i=1 to n–1 do 
9.           begin 
10.                   for ∀ (u,v) élre do 
11.                   begin 
12.                           if D[v] > D[u] + k(u,v) then 
13.                           begin 
14.                                   D[v] := D[u] + k(u,v); 
15.                                   szülő[v] := u; 
16.                           end 
17.                   end 
18.           end 
19.           for ∀ (u,v) élre do 
20.           begin 
21.                   if D[v] > D[u] + k(u,v) then 
22.                   begin 
23.                           return HAMIS; 
24.                   end 
25.           end 
26.           return IGAZ; 
27. end 
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Az 3-7. sorok a kezdeti értékek ďeállítását ŵutatják. AztáŶ a ϴ-18. sorok ugyanazt az 
elleŶőrzést ǀégzik el, ŵiŶt a Dijkstra algoritŵus esetéďeŶ, ǀégül a ϭϵ-26. sorok keresnek 
Ŷegatíǀ köröket. 
A Bellman-Ford FIFO algoritmus 
A Bellman-Ford FIFO egǇ gǇorsított eljárása a BellŵaŶ FordŶak. Adott egǇ tetszőleges 
hálózat, aŵiďeŶ az utak költségei között ǀaŶŶak, ezt a hálózatot egǇszerű gráffal 
áďrázoljuk G = (V, E), ahol a kezdőĐsúĐs az u. 
Ezt az algoritŵust Roďert EŶdre TarjáŶŶak köszöŶhetjük. 
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Az eljárás  
BELLMAN-FORD FIFO eljárás. 
1. procedure Bellman-Ford FIFO (G, u) 
2. begin 
3.           for ∀ v  V ĐsúĐsra do 
4.           begin 
5.                   D[v] := ∞; szülő[v] := Ø; state[v] := unlabeled; 
6.           end 
7.           D[u] := 0; e[u] := 0; 
8.           var 
9.                    Q := ĐsúĐsokďól álló sor; 
10.           begin 
11.                   while Q Ŷeŵ üres do 
12.                   begin 
13.                           s := deQueue(Q); state[s] := scanned; 
14.                           for ∀ v (s,v) élre do 
15.                           begin 
16.                                    if D[v] > D[s] + k(s,v) then 
17.                                    begin 
18.                                             D[v] := D[s] + k(s,v); szülő[v] := s; e [v] := e[s] + 1; 
19.                                             if e[v] < n then 
20.                                             begin 
21.                                                      if state[v] /= labeled then 
22.                                                      begin 
23.                                                               enQueue(Q,v); state[v] := labeled 
24.                                                      end 
25.                                             end 
26.                                             else 
27.                                             begin 
28.                                                     return v; 
29.                                             end 
30.                                   end 
31.                           end 
32.                   end 
33.                   return NIL; 
34.           end 
35. end 
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Az 3-7. sorig az algoritŵushoz tartozó ǀáltozókat iŶiĐializáljuk a száŵukra ŵegfelelő 
értékekkel. A d töŵď tárolja a táǀolságokat, a p töŵď tárolja, hogǇ a ĐsúĐsot ŵelǇik 
ĐsúĐsďól értük el, és a state töŵďre szükségüŶk ǀaŶ elleŶőrizŶi, hogǇ ďeŶŶe ǀaŶ-e a 
sorban az elem. A 8-18. sorig folǇik az elleŶőrzés, hogǇ ŵelǇik a legröǀideďď út. A ϭϵ-29. 
sorďaŶ elleŶőrizzük, hogǇ ǀaŶ-e Ŷegatíǀ kör a gráfďaŶ, ha ǀaŶ, akkor ǀisszaadjuk azt a 
ĐsúĐsot, aŵi a Ŷegatíǀ körďeŶ helyezkedik el, ha NIL-t adunk vissza, akkor sikeresen 
lefutott az algoritmus. 
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4. Fejlesztői DokuŵeŶtáĐió 
4.1. Feladat 
Az alkalŵazásoŵ Đélja, hogǇ a felhaszŶáló köŶŶǇeďďeŶ ŵeg tudja érteŶi a Dijkstra, 
Bellman-Ford és BellŵaŶ-Ford FIFO legröǀideďď utakat kereső algoritŵusok ŵűködését. 
Ebben segítséget ŶǇújt, hogǇ ŵeg tudja rajzolŶi egǇ felületeŶ, és az általa 
ŵegszerkesztett gráfokoŶ tudja futtatŶi az algoritŵusokat. 
4.1.1. LátváŶǇterv 
A kezelést egǇ ŵeŶüsorral teszeŵ köŶŶǇeďďé. A képerŶǇő ďal felső sarkáďaŶ található 
egǇŵás ŵellett két leŶǇíló ŵeŶü. Ezeket leŶǇitǀa tárulnak eléŶk az alkalŵazás 
alapfuŶkĐiói. A ŵeŶügoŵďokat léŶǇegre törő Ŷéǀǀel, és gǇorsďilleŶtǇűkkel látom el, 
ezzel gǇorsaďďá téǀe a haszŶálatát. A fájl ŵeŶüpoŶtďaŶ új gráfot, és a futtatott 
algoritŵus ǀisszaǀoŶását ĐsiŶálhatjuk. Itt tudjuk elŵeŶteŶi a gráfuŶkat, ǀagǇ egǇ 
koráďďaŶ felrajzolt gráfot ǀisszatölteŶi, és ďezárŶi az alkalŵazást. A ŵűǀeletek 
ŵeŶüpoŶtďaŶ lehet ǀisszaǀoŶŶi az utolsó felrajzolt ĐsúĐsot ǀagǇ élt. Valamint, ha 
ǀisszaǀoŶtuk a gráf egǇ részét, de ŵégis szükségüŶk ǀaŶ rá, akkor azt vissza tudjuk 
rajzoltatŶi a ŵégis goŵďďal. Ide kerül ŵég fel egǇ kiǀálasztott ĐsúĐs ǀagǇ él törlése, és 
az, hogǇha szeretŶéŶk, akkor ŵiŶdeŶ iráŶǇítottság ǀáltásŶál törlődhet az összes él. 
A fő képerŶǇőŶ jeleŶik ŵeg a rajzoló felület, a két goŵďďal, aŵiǀel ŵeg lehet iŶdítaŶi az 
algoritŵus száŵításokat, a két combobox, aŵikkel ki lehet ǀálasztaŶi a gráf 
iráŶǇítottságát, és hogǇ ŵelǇik algoritŵus fussoŶ a gráfoŶ, középeŶ feŶt jelenik meg egy 
táďlázat, ha egǇ ĐsúĐsďól keressük az összes töďďi ĐsúĐsďa táǀolságot. Alul a Status Bar 
ad iŶforŵáĐiót arról, hogǇ éppeŶ ŵit ĐsiŶálhatuŶk, és ha Đsak két poŶt közötti táǀolságot 
száŵítottuŶk, akkor itt jeleŶik ŵeg az út hossza. A jobb oldaloŶ található egǇ listbox, 
aŵiďeŶ tároljuk az összes élŶek a súlǇát, alatta pedig a ďilleŶtǇűzetről felǀihető ĐsúĐs és 
él ďeǀiteli ŵezők. 
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4.1.2. Szöveges fájl leírása 
A legtöďď adatot a pozíĐiók tartalŵazzák a szöǀeges fájlďaŶ. EgǇ ĐsúĐsnak a szöǀeges fájl 
eltárolja a Ŷeǀét az átŵérőjét, a középpoŶtját, és azt a poŶtot, hogy honnan kezdje el 
felǀiŶŶi a kör alakú ellipszist a képerŶǇőre. A köǀetkező sorokďaŶ az élek tulajdoŶságai 
vannak, róluk tároljuk a kezdőĐsúĐsot, a ǀégĐsúĐsot, és a súlǇát. EzekeŶ a poŶtokoŶ kíǀül 
ŵég tároljuk, hogǇ háŶǇ ĐsúĐs és él került ŵegrajzolásra, és a combobox-ok kiǀálasztott 
indexeit. 
MiŶdeŶ egǇes ďetöltésŶél felǀesszük az összes ďeolǀasott ĐsúĐsot és élt újra, és ezutáŶ 
ŵeghíǀjuk a rajzoló függǀéŶǇeiŶket. Feltesszük, hogǇ jó a ďeŵeŶeti fájl, és eŵiatt akár 
egǇ felhaszŶáló egǇ fájlďaŶ is ŵegszerkesztheti a gráfját, ŵajd ďeolǀasáskor a prograŵ 
azt is megrajzolhatja.  
Maga a fájl a köǀetkező adatokat tartalŵazza: Az első sorďaŶ ďalról haladǀa a ĐsúĐsok 
száŵát, az élek száŵát, az algoritmus combobox index-ét, ǀalaŵiŶt az iráŶǇítottság 
combobox index-ét. A köǀetkező sorok tartalŵazzák egǇ-egy ĐsúĐs középpoŶtját, a 
sugár ŵegrajzolásáŶak kezdőpoŶtját, a ĐsúĐs elŶeǀezését és átŵérőjét. A fájl elejéŶ léǀő 
élek száŵáǀal jelzeŵ, hogǇ az utolsó eŶŶǇi daraď sor az éleket jeleŶtik. EzekďeŶ a 
sorokďaŶ először a kezdő ĐsúĐs, utáŶa a ǀég ĐsúĐs, és harŵadikkéŶt az él súlǇa 
helyezkedik el. Az adatokat külöŶ sorokďaŶ tároloŵ a szöǀeges fájlďaŶ. A pozíĐiók X és 
Y koordiŶátáiŶ kíǀül ;aŵit poŶtosǀesszőǀel), ŵiŶdeŶ száŵot üres karakterrel ǀálasztok 
el. 
4.2. Platforŵ és eszközök 
Az alkalŵazás jeleŶleg Đsak a Visual Studio ϮϬϭϱ fejlesztői körŶǇezet segítségéǀel 
telepíthető. EgǇelőre Đsak WiŶdoǁs operáĐiós reŶdszert futtató száŵítógépre ǀaŶ 
lehetőségüŶk fordítaŶi az alkalŵazást. 
Az alkalŵazást Windows Presentation Foundation, .NET keretrendszerben fejlesztem. 
Ehhez C# ŶǇelǀet haszŶálok a MiĐrosoft Visual Studio ϮϬϭϱ fejlesztőkörŶǇezetďeŶ. A 
Windows Presentation Foundation előŶǇe, hogǇ sokkal folǇékoŶǇaďďak az aŶiŵáĐiók, és 
szeďďek a felületei. A legŶépszerűďď prograŵŶǇelǀekkel ;C#2, C++, Javascript) 
prograŵozható a ŵűködés, a ŵegjeleŶést pedig XAML ŶǇelǀďeŶ kell ŵegǀalósítaŶi. 
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A Visual Studio egǇik előŶǇe, hogǇ a projektet ;Solution) töďď projektre is fel lehet 
bontaŶi, ezzel ŵodulárisaŶ szeparálhatjuk a prograŵot a főďď fuŶkĐiói szeriŶt. A legalsó 
ŵodulokat ;perziszteŶĐia, adattárolásͿ ŵegfelelő iŶterfészekkel ellátǀa az alkalŵazás 
későďď köŶŶǇedéŶ fejleszthető leŶŶe egǇéď platforŵokra is, ǀalaŵiŶt köŶŶǇeďďeŶ 
Đserélhetőek leszŶek az egǇes ŵodulok. 
A Windows Presentation Foundation ďiztosít száŵuŶkra fájlkezelő fuŶkĐiót. Ezt 
haszŶálǀa fogoŵ a perziszteŶĐiát ŵegǀalósítaŶi. A háttérfolǇaŵat iŵpleŵeŶtálásához is 
ŶǇújt ŵegfelelő iŶterfészeket. 
A program felülete külöŶďöző ablakokra van felosztva. Minden laphoz tartozik egy XAML 
kód ŵelǇ a lap ǀizuális leírását foglalja ŵagáďa. Az ablakokhoz tartozŶak C# osztálǇok is 
ŵelǇekkel prograŵozhatjuk a ŵűködésüket, és a haszŶált arĐhitektúra ŵiatt ezek ki is 
lesznek haszŶálǀa. 
A perzisztálást ;adatlekezeléstͿ az alkalŵazás szöǀeges fájlokkal ǀégzi. Minden gráf egy 
külöŶ fájlďaŶ ǀaŶ eltárolǀa. Ez későďď toǀáďďfejleszthető SQL adatďázis alapú, ǀagǇ 
felhő alapú adattárolássá. 
A program fejlesztését és tesztelését a saját laptopomon ǀégzeŵ, ŵelǇeŶ jeleŶleg 
Windows ϭϬ operáĐiós reŶdszer fut. 
4.3. Rendszerterv 
4.3.1. ArĐhitektúra 
Az alkalŵazásoŵat hároŵrétegű ;three-tierͿ arĐhitektúráďaŶ fejlesztem, és eŶŶek a 
szerkezeti felépítést haszŶáltaŵ. Az adatelérés (Perzisztencia), üzleti logika (ModellͿ és 
a ŵegjeleŶítés ;NézetͿ külöŶ ŵodulokban fog elhelyezkedni a prograŵrészektől. A 
külöŶďöző ŵodulokat a perziszteŶĐia, ǀagǇ adateléréstől kezdǀe építeŵ fel a ŵodelleŶ 
keresztül egészeŶ a Ŷézetig. Az egǇes rétegek között függőségek (dependency) alakulnak 
ki, mivel felhasználják egǇŵás fuŶkĐioŶalitását. Cél a ŵiŶél kiseďď függőség elérése 
;loose ĐoupliŶgͿ, ezért a függőségeket úgǇ kell ŵegǀalósítaŶuŶk, hogǇ a koŶkrét 
ŵegǀalósítástól Ŷe, Đsak aŶŶak a felületétől ;iŶterfészétőlͿ függjüŶk. A rétegek a 
függőségekŶek Đsak az aďsztrakĐióját látják, a koŶkrét ŵegǀalósítást külöŶ adjuk át 
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Ŷekik, ezt Ŷeǀezzük függőség ďefeĐskeŶdezésŶek ;depeŶdeŶĐǇ iŶjeĐtioŶͿ. A 
ďefeĐskeŶdezés helǇe/ŵódszere függǀéŶǇéďeŶ lehetŶek külöŶďöző típusai ;pl. 
konstruktor, ŵetódus, iŶterfészͿ. Az arĐhitektúra szerkezetét és osztálǇait kézzel hoztaŵ 
létre, felépítése a köǀetkező képekeŶ látható: 
 
A függőség ďefeĐskeŶdezést a legfelső réteg, a Ŷézet ǀégzi. JeleŶ esetüŶkďeŶ a Windows 
Presentation Foundation a Window osztálǇ egǇ leszárŵazottját, az App osztálǇt 
példáŶǇosítja iŶdításkor. Az App osztálǇ lesz, ŵelǇ iŶiĐializálja a fő aďlakot 
(MainWindow), ami a függőségeket és ŵodulokat összeköti, és elkészíti a perziszteŶĐiát 
és az üzleti logikát.  
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A köǀetkező képeŶ látható, hogǇ az adatkezelés esetéŶ elǀálasztjuk a felületet 
(IDBalgorithmDataAccessͿ a ŵegǀalósítástól (DBalgorithmFileDataAccessͿ, utóďďit a 
Ŷézet fogja ďefeĐskeŶdezŶi a ŵodellďe: 
 
Az üzleti logikát a DBalgorithmModel osztálǇ fedi le. Toǀáďďá haszŶálja az alkalŵazás 
perziszteŶĐiáját is ŵelǇ az IDBalgorithmDataAccess iŶterfészt ŵegǀalósító 
DBalgorithmFileDataAccess osztálǇďaŶ defiŶiált. 
A Ŷéǀütközések elkerülése ǀégett a ŵodulok Ŷeŵ Đsak külöŶ osztállǇal, haŶeŵ saját 
Ŷéǀtérrel is reŶdelkezŶek. Az alkalŵazás legfelső Ŷéǀtere az DBalgorithm (Dijkstra and 
Bellman-Ford AlgorithŵsͿ. EzeŶ a ŶéǀtéreŶ ďelül a ŵodulok saját Ŷéǀtereket ǀalósítaŶak 
ŵeg ;például DBalgorithŵ.Vieǁ, ǀagǇ DBalgorithŵ.ModelͿ. 
A ŵodulok iŶterfészeihez is külöŶ OsztálǇ létrehozására ǀaŶ szükség. A platform 
függetleŶ iŶforŵáĐiók, defiŶíĐiók és iŵpleŵeŶtáĐiók eltárolhatóak az iŶterfészek 
projektjéďeŶ ígǇ ďárŵelǇ Ŷézethez és platforŵhoz hozzákapĐsolhatóak ǀiszoŶt a 
platforŵfüggő ŵegǀalósításokat Đélszerű külöŶ projektďeŶ ;Class LiďrarǇ-ben) 
létrehozŶi ígǇ ďárŵikor kiĐserélhető lesz egǇ ŵásik iŵpleŵeŶtáĐióra. 
4.3.1.1 Perzisztencia réteg 
A PerziszteŶĐia a prograŵ legalsó ŵodulja, ez felel az adatok tárolásáért, tartja a 
kapĐsolatot az adatďázissal és defiŶiálja az adatszerkezeteket. A perziszteŶĐia Ŷéǀtere 
DBalgorithm.Persistence. 
Az adatďázisďaŶ el kell tárolŶuŶk azt, hogǇ háŶǇ ĐsúĐsuŶk és élüŶk ǀaŶ, a combobox-ok 
ŵelǇik iŶdeǆeŶ ǀoltak a ŵeŶtés pillaŶatáďaŶ, ǀalaŵiŶt a ĐsúĐsok és az élek legfőďď 
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tulajdoŶságait. Ezeket az adatszerkezeteket saját osztállǇal defiŶiáljuk. Betöltéskor 
ŵiŶdeŶ adat egǇ saját osztálǇpéldáŶŶǇal fog reprezeŶtálódŶi, ŵelǇeket egǇ 
kollekĐióďan ;például List adatszerkezetďeŶͿ gǇűjtüŶk össze és adjuk át az adatokat 
igéŶǇlő ŵodulokŶak. Publikus tulajdoŶságokkal hivatkozunk az adattagokra ;például a 
ĐsúĐs Ŷeǀét, koordiŶátáit stď.Ϳ ígǇ a setter és getter ŵetódussal akár adatelleŶőrzést és 
feldolgozást is ǀégezhetüŶk. Az adatszerkezetek rendelkeznek egy alapértelŵezett 
konstruktorral, ǀiszoŶt ǀaŶ egǇ plusz paraŵéterrel túlterhelt konstruktoruk is. Az 
adatďázis szöǀeges fájlokba perzisztál ezért az adatszerkezeteket szöǀeggé alakítjuk 
ŵeŶtéskor, és szöǀegďől értelŵezzük ďetöltéskor.  
A perziszteŶĐia iŶterfészét az IDBalgorithmDataAccess iŶterfész iŵpleŵeŶtálja, 
ŵelǇďeŶ defiŶiálǀa ǀaŶŶak a ŵetódusok és függǀéŶǇek ŵelǇekkel a ŵodell 
kéŶǇelŵeseŶ hozzáférhet az adatďázisďaŶ tárolt adatokhoz. A felsőďď rétegeknek nem 
kell foglalkozŶiuk a fájlok olǀasásáǀal, ǀagǇ az adatszerkezetek példáŶǇosításáǀal. Ezeket 
a feladatokat a perziszteŶĐia iŶterfészét ŵegǀalósító osztálǇŶak kell elǀégezŶie. A 
ŵetódusok asziŶkroŶ híǀások ezért ŵiŶdeŶ ǀisszatérési érték a Task geŶerikus osztálǇďa 
van becsomagolǀa. NéǀelŶeǀezési koŶziszteŶĐiát haszŶáltaŵ, ezért az adatďetöltő 
függǀéŶǇek Load prefixszel, az adatŵeŶtő ŵetódusok Save, az adatŵódosító Set 
prefiǆszel kezdődŶek, vagy Empty postfiǆszel ǀégződŶek. Minden adatszerkezeteket 
kezelő utasítás reŶdelkezik az Async posftiǆszel ezzel is jelezǀe az asziŶkroŶitást. 
MiŶdeŶ adatďázist a felhaszŶáló Ŷeǀezhet el, ŵikor létrejöŶ, ezzel az azoŶosítóǀal hoz 
létre egǇ fájlt a ďelső tárhelǇeŶ. EďďeŶ a fájlďaŶ tárolódŶak a ĐsúĐsok, élek és a fő 
képerŶǇő ďeállításai. A toǀáďďiakďaŶ adatďázis alatt egǇ ilǇeŶ szöǀeges fájl tartalŵát 
érteŵ. 
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A perzisztencia réteg osztálǇai, és egǇŵástól ǀaló függésük a köǀetkező képeŶ látható: 
 
4.3.1.1.1 DBalgorithmFileDataAccess osztálǇ 
A perziszteŶĐia iŶterfészét az DBalgorithmFileDataAccess osztálǇ ǀalósítja ŵeg ŵelǇ 
szöǀeges fájlďa perzisztálja az adatokat. Az általaŵ létrehozott típusok is ezeŶ a sziŶteŶ 
helyezkednek el. 
 SaveAsync ( String path, GraphTable table ) 
A persziteŶĐia ŵeŶtés függǀéŶǇéŶek két paraŵétere ǀaŶ, az egǇik az elérési útǀoŶala, a 
ŵásik egǇ általuŶk ŵegǀalósított típus.  
 LoadAsync ( String path ) 
A perziszteŶĐia ďetöltő függǀéŶǇe, ďeolǀassa a ŵeŶtett fájl tartalŵát. A függǀéŶǇŶek 
ǀaŶ egǇ paraŵétere, aŵi az útǀoŶalat tárolja a fájlhoz. A fájlďaŶ ŵegtalálható adatokat 
soroŶkéŶt olǀassa ďe. Az adatok ďetöltéséért a LoadAsync függǀéŶǇ felel. Ez a függǀéŶǇ 
a pozíĐió adatokat tölti be, majd elkészíti őket a háttérďeŶ, és ezutáŶ elküldi a felületŶek, 
ami ki fogja rajzolni a gráfot. Az ĐsúĐsok egǇ ďeépített List kollekĐiós adatszerkezetben 
adja ǀissza. Az élek ďetöltése is hasoŶló elǀeŶ ŵűködik. 
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4.3.1.1.2 Node osztálǇ 
 A perziszteŶĐia ĐsúĐs osztálǇáďaŶ léǀő két daraď koŶstruktorral hozhatuŶk létre egǇ 
ĐsúĐsot. Az egǇik koŶstruktor Đsak egǇ új ĐsúĐs létrehozásakor kap szerepet, a ŵásik egǇ 
ĐsúĐs áthelǇezéséŶél fut le. Eŵellett itt helǇezkedik el a HasPoint (Point p) függǀéŶǇ, 
aŵi az elleŶőrzés, hogǇ a képerŶǇőre ǀaló kattiŶtáskor ĐsúĐsra kattiŶtottuŶk-e. 
4.3.1.1.3 Edge osztálǇ 
 A perziszteŶĐia él osztálǇáďaŶ léǀő két daraď koŶstruktorŶak, és a HasPoint (Point p) a 
szerepe ugǇaŶaz, ŵiŶt a ĐsúĐsŶál. ValaŵiŶt a GetCenter () függǀéŶǇ, ami euklideszi 
táǀolsággal kiszáŵolja a két poŶt táǀolságáŶak hol a középpoŶtja. 
4.3.1.1.4 Graph osztálǇ 
EďďeŶ az osztálǇďaŶ elleŶőrzöŵ egǇ ĐsúĐs szoŵszédjait, ǀalaŵiŶt két ĐsúĐs közötti súlǇt. 
4.3.1.1.5 GraphTaďle osztálǇ 
Ezt az osztálǇt, a ĐsúĐsok és élek egǇ helǇeŶ ǀaló haszŶálata ŵiatt hoztaŵ létre. 
Az adatkezelés soráŶ előforduló hiďák kezelésére létrehoztaŵ az 
DBalgorithmDataException osztálǇt ŵelǇ a ďeépített Exception osztálǇďól öröklődik. 
Konstruktora string-kéŶt ŵegkapja, a hiďaüzeŶetet ŵelǇet átad az Exception osztálǇ 
koŶstruktoráŶak. 
4.3.1.2 Modell réteg 
A modellďeŶ léǀő osztálǇok felelŶek az alkalŵazás üzleti logikájáŶak leďoŶǇolításáért. 
Adatszerkezeteket tölt ďe a perziszteŶĐiáŶ keresztül, ŵelǇekkel toǀáďďi ŵűǀeleteket 
ǀégez. MeŶedzseli az új adatok létrehozását és a perziszteŶĐiáŶak átadását. Vezérli az 
algoritŵusok futtatását, az új ĐsúĐsok, és élek hozzáadását, valamint a Windows 
Presentation Foundation által ŶǇújtott eǆtra fuŶkĐiókat. A ŵodell Ŷéǀtere 
DBalgorithm.Model. 
A ŵodell Đserélhetőségét Ŷeŵ tartottaŵ foŶtosŶak ezért a ŵodell osztályhoz nem 
készültek iŶterfészek. 
A DBalgorithmModel osztálǇ tartalŵazza az alkalŵazás logikájáŶak a legfoŶtosaďď 
függǀéŶǇeit ŵelǇekkel adatokat lehet ďetölteŶi a perziszteŶĐiáďól és adatokat lehet 
létrehozŶi, szerkeszteŶi és frissíteŶi az adatďázisďaŶ. A perziszteŶĐia felépítését és 
ŵegǀalósítását Ŷeŵ kell tudŶia, elég Đsak az iŶterfészt isŵerŶie ezért, ha későďď a 
szöǀeges perziszteŶĐiát leĐserélŶéŶk egǇ SQL adatďázis alapúra, akkor a ŵodell osztálǇ 
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ǀáltozatlaŶ ŵaradŶa. A modell a felsőďď réteggel eseŵéŶǇekeŶ keresztül koŵŵuŶikál 
adatot pedig a függǀéŶǇek ǀisszatérési értékéǀel ǀagǇ puďlikus tulajdoŶságokkal adhat 
át. FeleslegeseŶ Ŷeŵ kérdezüŶk le adatot a perziszteŶĐiáďól, az adatok szerkesztése a 
ŵeŵóriáďaŶ a ŵodellďe ďetöltött adatokoŶ zajlik. Puďlikus tulajdoŶságokkal 
hiǀatkozuŶk a ďetöltött adatokra. Az adatokat a Nodes, Edges, és ListBoxElements 
kollekĐiós adatszerkezetek tartalŵazzák. Neŵ defiŶiáltaŵ új adatszerkezeteket, a 
perzisztenĐiáďaŶ defiŶiáltak tökéleteseŶ ŵegfelelŶek ezekre a Đélokra. A ŵódosítások a 
ďetöltött adatokoŶ zajlaŶak. 
A felsőďď rétegekŶek szüksége lehet a ďeállítások elérésére ;például, ha a felhaszŶáló 
ŵódosítaŶi ǀagǇ ŵegtekiŶteŶi szeretŶé őketͿ ezért a ďeállításokhoz publikus 
tulajdoŶságokoŶ keresztül ;Algoind, DirectindͿ férhetŶek hozzá. ÍgǇ Ŷeŵ szükséges 
mindkét ďeállítási opĐióhoz egǇ áthidaló függǀéŶǇt iŵpleŵeŶtálŶi a ŵodellďeŶ. Az 
adatďázisďól ǀaló lekérdezésŶél szükség ǀaŶ rá, mert az adatokat fel is kell dolgozni. 
NéháŶǇ feldolgozási ŵűǀelet ki ǀaŶ emelve a modell publikus függǀéŶǇeiďe. Az 
eseŵéŶǇekhez tartozŶak priǀát eseŵéŶǇkiǀáltó ǀáltozók, a ŵodell ezeket híǀja ŵeg a 
sikeres ďetöltések és lekérdezések utáŶ. 
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A modell réteg osztálǇai, és egǇŵástól ǀaló függésük a köǀetkező képeŶ látható: 
 
4.3.1.2.1 DBalgorithmModel osztálǇ 
 DBalgorithmModel (IDBalgorithmDataAccess _dataAccess, 
                                           DBalgorithmMinDistanceAlgo _dBalgorithmMinDistanceAlgo) 
A modell priǀát ŵezőkďeŶ tárolja a perziszteŶĐia példáŶǇát és a legröǀideďď utak 
osztálǇŶak is egǇ példáŶǇát. Függőség ďefeĐskeŶdezés segítségéǀel a példáŶǇok 
ŵutatóit a ŵodell koŶstruktora paraŵéterkéŶt kapja ŵeg. A koŶstruktorfüggǀéŶǇ 
eltárolja ezeket a ŵutatókat a priǀát ŵezőkďeŶ ígǇ a függőségek Đseréléséhez elég Đsak 
a felsőďď sziŶtekeŶ ŵódosítaŶi.  
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 LoadGraphAsync ( String path ) 
A modellbe a ĐsúĐsok, és élek ďetöltéséhez a LoadGraphAsync ŵetódus ŵeghíǀása 
szükséges ŵelǇ a paraŵéterďeŶ kapott útǀoŶal azoŶosítóhoz ďetölti a ĐsúĐs, és élek 
pozíĐióit. Az adatok ďetöltése a perziszteŶĐiáďól ŵajd feldolgozásuk utáŶ eseŵéŶŶǇel 
jelzi a ŵodell a felsőďď réteg felé, hogǇ az adatok elkészültek. Ez az eseŵéŶǇ Đsak 
ŵeŶtés utáŶ ǀáltódhat ki. A ďetöltött adatokat ŵeŶtésig ǀagǇ felhaszŶáló által bevitt 
frissítésig és újaďď lekérdezésig Ŷeŵ töltjük újra. 
 SaveGraphAsync ( String path ) 
UgǇaŶúgǇ a felhaszŶáló által ŵegadott útǀoŶalat és a táďlát toǀáďďítja a 
perziszteŶĐiáŶak. Módosításkor az adatok Ŷeŵ kerülŶek autoŵatikusaŶ ŵeŶtésre, 
ehhez a ŵodellďeŶ defiŶiált SaveGraphAsync ŵetódus ŵeghíǀására ǀaŶ szükség ŵelǇek 
a paraŵéterďeŶ ŵegkapott adatot átadják a perziszteŶĐiáŶak ŵeŶtési Đélďól. MeŶtés 
utáŶ az elŵeŶtett adatkollekĐió újratöltődik a perziszteŶĐiáďól. 
 ClearEdgeNodes () 
A felhaszŶáló által kiǀálasztott ĐsúĐsok Ŷullázása. 
 StackEdges () 
Ez a függǀéŶǇ elleŶőrzi, hogǇ a felhaszŶáló által kiǀálasztott ĐsúĐsok között létezik-e ŵár 
él. 
 StackedEdges () 
EgǇ iráŶǇított gráf iráŶǇítatlaŶŶá ǀáltásáŶál elleŶőrizŶüŶk kell, hogǇ ǀaŶŶak-e olyan 
ĐsúĐsok, aŵik között két él is húzódik. 
 DeleteStackedEdges () 
Ha a feŶt eŵlített függǀéŶǇ igaz lesz, akkor a felhaszŶáló felé jelezzük, hogǇ törlődŶi fog 
a ŶagǇoďď súllǇal reŶdelkező él. 
 HasClickedOnNode ( Double x, Double y ) és  
       HasClickedOnEdge ( Double x, Double y ) 
A Nézettől kapott koordiŶátákat elleŶőrzi, hogǇ ŵegtalálja-e ĐsúĐsok ǀagǇ élek között. 
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 GetNodeAt ( Double x, Double y ) és  
       GetEdgeAt ( Double x, Double y )  
A Nézettől kapott koordiŶáták ŵegŶézi, hogǇ téŶǇlegeseŶ ǀaŶ-e ilǇeŶ ĐsúĐs, és ha 
ŵegtalálta, akkor azt ǀisszaadja. 
 OverlapsNodeorEdges ( Point p ) 
A prograŵ figǇeli, hogǇ a felhaszŶáló által kattiŶtott területeŶ ǀaŶ-e ŵár ǀalaŵi. Ha 
talált, akkor a prograŵ Ŷeŵ eŶgedi, hogǇ eltakarja azt a ŵezőt egǇ ŵásik ĐsúĐĐsal. 
 GetEdgeDistance ( Int32 _dis ) 
Ezzel a függǀéŶŶǇel kapja ŵeg a ŵodell Ŷézet egǇ él súlǇát. 
 GetDistance ( Point p1, Point p2 ) 
EďďeŶ a függǀéŶǇďeŶ a felhaszŶáló által kiǀálasztott két ĐsúĐs közötti középpoŶt 
száŵolása törtéŶik, aŵi átadásra kerül egǇ él elkészítésekor, ŵiǀel ezeŶ a koordiŶátáŶ 
lesz egǇ él súlǇáŶak a TextBlock-a. 
 AssignEndNodes ( double x, double y ) 
Két ĐsúĐs kiǀálasztásáŶál fut ez a függǀéŶǇ. ElleŶőrzésre kerül a kapott koordiŶáta ĐsúĐs-
e, és ezutáŶ elŵeŶtésre kerül a készülő él egǇik ǀégpoŶtjakéŶt. 
 CreateNode ( Point p ) és  
       CreateEdge ( Node node1, Node node2, Int32 distance ) 
A ĐsúĐsok, és élek ďetöltődésekor Đsak a háttérďeŶ futó tulajdoŶságok töltődŶek fel, a 
kirajzolás nem itt törtéŶik ŵeg. 
 directedComboBoxSelectionChanged () 
IráŶǇítottság ǀáltásáŶál ez a függǀéŶǇ fog lefutŶi, aŵi opĐioŶálisaŶ akár törölheti az 
összes élt. 
 Clear () 
Ez a függǀéŶǇ letöröl ŵiŶdeŶt a felületről. 
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 Restart () 
EgǇ algoritŵus futása utáŶ, a ĐsúĐsok és élek egǇik tulajdoŶsága ŵegǀáltozik, aŵiǀel 
lehet elleŶőrizŶi, hogǇ járt-e ŵár ott a folǇaŵat. EďďeŶ a függǀéŶǇďeŶ ezt a 
tulajdoŶságot ǀáltoztatjuk, hogǇ újra lehesseŶ futtatni egy algoritmust. 
 returnButtonClicked () és  
       forwardButtonClicked () 
Az isŵétlés és ǀisszaǀoŶás folǇaŵatok ǀégrehajtására, egǇ segédǀáltozót ǀetteŵ fel, 
aŵiǀel el lehet döŶteŶi, hogǇ ŵi ǀolt az utolsó felhelǇezett ǀagǇ törölt eleŵ, és a 
megfelelő koŵpoŶeŶset ǀisszahelǇezŶi ǀagǇ eltüŶtetŶi a felületről. 
MiŶd a hároŵ algoritŵust külöŶ függǀéŶǇďeŶ tároloŵ, és egǇ külöŶ ǀáltozó segítségéǀel 
döŶtöŵ el, hogǇ ŵelǇiket is ǀálasztotta ki a felhaszŶáló, és az alapjáŶ futtatoŵ a 
ŵegfelelőt. 
 FindMinDistancePath ( Node start, Node end ) és  
       FindAllMinDistancePath ( Node nsource ) 
A Dijkstra és a BellŵaŶ Ford algoritŵusok egǇ kiǀálasztott ĐsúĐsďól egǇ ŵásik 
kiǀálasztott ĐsúĐsďa ǀagǇ az összes töďďi ĐsúĐsďa keresi ŵeg a legröǀideďď utat. Ezek a 
függǀéŶǇek a combobox iŶdeǆe alapjáŶ eldöŶtik, hogǇ ŵelǇik algoritŵus fussoŶ ǀégig a 
gráfoŶ. 
4.3.1.2.2 DBalgorithmMinDistanceAlgo osztálǇ 
 BellmanFord ( Graph graph, int source, int end = -1 ) és  
       BellmanFordFIFO ( Graph graph, int source, int end = -1 ) és  
       Dijkstra ( Graph graph, int source, int verticesCount, int end = -1 ) 
A legröǀideďď utak hároŵ algoritŵusáŶak iŵpleŵeŶtálása. Az opĐioŶális eŶd 
paraŵéterrel döŶtjük el, hogǇ az algoritŵus az egǇik ĐsúĐsďól az összes töďďi ĐsúĐsďa 
keresi az utat vagy egǇ ǀálasztott ĐsúĐsďa. 
 MinimumDistance ( int[] distance, bool[] shortestPathTreeSet, int verticesCount ) 
EgǇ segédfüggǀéŶǇ a Dijkstra algoritmushoz, ami megadja, hogǇ ŵelǇik ĐsúĐs ǀaŶ a 
legkiseďď táǀolságra, és ŵég Ŷeŵ jártuŶk ott. 
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 SearchPath ( ref GraphTable Table, Graph graph, int[] parent, Double[] distance,  
                             int source, int verticesCount, int end = -1 ) 
Ha az algoritmus sikereseŶ lefutott, akkor a szülő ;pareŶtͿ töŵď segítségéǀel 
ǀisszakeressük az algoritŵus útját a gráfďaŶ. 
4.3.1.3 Nézet réteg 
A Ŷézetek a felhaszŶálói felületet ŵegjeleŶítő osztálǇokat foglalják ŵagukďa. A program 
ŵiŶdeŶ lapjához ;aďlakáhozͿ tartozik egǇ XAML és egǇ C# kód is. A XAML kódďaŶ egǇ 
HTML-hez hasoŶló ŶǇelǀeŶ ǀaŶ leírǀa az aďlak ŵegjeleŶése, a koŵpoŶeŶsek helǇe, 
ŵérete, szíŶe és hogǇ hogǇaŶ lehet ǀelük iŶterakĐióďa lépŶi. Az ablakok ŵűködését a 
lapokhoz tartozó C# kódďaŶ lehet kifejteŶi. A Ŷézetek Ŷéǀtere az DBalgorithm.View. 
Az alkalŵazás iŶdulásáért és a külöŶďöző alkalŵazás futási státuszokért a ďeépített 
Application osztálǇďól öröklődő App osztálǇ ǀalósítja ŵeg. Az osztálǇ koŶstruktora hozza 
létre a Ŷézeteket, ez a ďelépési poŶtja a prograŵŶak. A Ŷézet a legfelső rétege az 
alkalŵazásoŵŶak ezért a Ŷézet feladata a töďďi réteg példáŶǇosítása, iŶiĐializálása ŵajd 
ezek összekötése. A rétegek osztálǇpéldáŶǇait priǀát ŵezőkďeŶ tárolja el ;_dataAccess, 
_model,_dBalgorithmMinDistanceAlgo). Az Application osztálǇ reŶdelkezik egǇ 
App_Startup eseŵéŶǇkezelő ŵetódussal ŵelǇ az alkalŵazás iŶdításakor fut le. A 
függǀéŶǇ lefutása utáŶ, az alkalŵazás ďetöltődése közďeŶ ŵég ŵielőtt ŵegjeleŶŶe a 
felhaszŶálói felület példáŶǇosítjuk az alsóďď rétegeket. Az egǇes rétegek koŶstruktor 
paraŵéterkéŶt kapják ŵeg az alsóďď rétegek példáŶǇait ezért alulról felfelé haladó 
sorreŶdďeŶ kell példáŶǇosítaŶi és iŶiĐializálŶi a koŵpoŶeŶseket. 
Két aďlakuŶk ǀaŶ az alkalŵazásuŶkďaŶ, a fájlkezelő aďlakokoŶ kíǀül aŵit a Saǀe és a Load 
ŵetódusok híǀŶak ŵeg. A fő aďlakuŶk ;MainWindow) ǀalaŵiŶt egǇ segédaďlak egǇ él 
súlǇáŶak ŵegadásához;DistanceWindow). 
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A Ŷézet réteg osztálǇai, és egǇŵástól ǀaló függésük a köǀetkező képeŶ látható:
 
4.3.1.3.1 MainWindow osztálǇ 
 MainWindow () 
Ennek az ablakŶak a koŶstruktor lefutásakor helǇezi el a képerŶǇőŶ az oďjektuŵokat, és 
tölti ďe az ikonunkat. 
 Window_Loaded ( object sender, RoutedEventArgs e ) 
Az aďlak eleŵeiŶek elhelǇezése utáŶ, a load függǀéŶǇďeŶ példáŶǇosítjuk az alsóďď 
rétegeket a Ŷézet száŵára. Először a perziszteŶĐia osztálǇt, ŵert erre szüksége ǀaŶ a 
modell osztálǇuŶkŶak. Itt hozzuk létre egǇ Timer-t, aŵiŶek a TiĐk eǀeŶtjéŶek 
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segítségéǀel tesszüŶk leŶǇoŵhatóǀá a ǀisszaǀoŶás és isŵétlés goŵďokat. Valamint itt 
kapják ŵeg az értékeiket a combobox-ok, és hogǇ ŵelǇik iŶdeǆeŶ is állŶak. 
 drawingCanvas_MouseLeftButtonUp ( object sender, MouseButtonEventArgs e ) 
A Ŷézet legŶagǇoďď függǀéŶǇe a CaŶǀas felületéŶ leŶǇoŵott ďal goŵď, itt egǇŵás utáŶ 
elleŶőrzések futnak le a modellďől ŵeghíǀǀa, ŵiǀel a ďal goŵď leŶǇoŵásakor 
felülírhatuŶk egǇ súlǇt, törölhetüŶk a felületről egǇ élt ǀagǇ ĐsúĐsot, hozzáadhatuŶk egǇ 
élt két ĐsúĐs kijelölése utáŶ, ǀagǇ egǇ üres helǇre kattiŶtǀa egǇ újaďď ĐsúĐsot.  
 drawingCanvas_MouseRightButtonDown  
( object sender, MouseButtonEventArgs e ) 
A joďď goŵďďal tuduŶk áthelǇezŶi egǇ eleŵet a felületeŶ. Ez a függǀéŶǇ kétfelé ǀaŶ 
osztva, mert leŶǇoŵáskor elleŶőrizzük, hogy egǇ ĐsúĐs ǀagǇ él pozíĐióját szeretŶéŶk 
ŵódosítaŶi.  
 drawingCanvas_MouseRightButtonUp ( object sender, MouseButtonEventArgs e ) 
A jobb oldali gomb eleŶgedésekor Ŷézzük a kurzor pozíĐióját, és az általuŶk áthelǇezŶi 
kíǀáŶt eleŵ oda fog kerülŶi. 
Az egér goŵďjaiŶak eseŵéŶǇei utáŶ, a ŵeŶüsor goŵďjaiŶak eseŵéŶǇei köǀetkezŶek. 
 clearBtn_Click ( object sender, RoutedEventArgs e ) 
Balról kezdǀe a legelső goŵďďal készíthetüŶk, egǇ új gráfot. Ez a függǀéŶǇ letöröli az 
egész felületet, ígǇ kezdhetjük újra a rajzolást. 
 restartBtn_Click ( object sender, RoutedEventArgs e ) 
Az algoritŵus ǀisszaǀoŶása goŵďďal újra szíŶezi a gráfot, ezzel elérhetőǀé téǀe, egǇ új 
algoritŵus futtatását.  
 saveButton_Click ( object sender, RoutedEventArgs e ) és  
       loadButton_Click ( object sender, RoutedEventArgs e ) 
A ŵeŶtés és ďetöltés goŵďok leŶǇoŵásakor ŵegjeleŶik egǇ fájlkezelő felület, az 
egǇszerűďď Ŷaǀigálás ŵiatt, hogǇ a felhaszŶáló ŵaga tudja eldöŶteŶi, hoǀa is szeretŶé 
elŵeŶteŶi a gráfját, ŵajd oŶŶaŶ ǀisszatölteŶi.  
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 del_Click ( object sender, RoutedEventArgs e ) 
A törlés goŵď leŶǇoŵása utáŶ ki kell ǀálasztaŶuŶk egǇ ĐsúĐsot ǀagǇ egǇ élet, ezutáŶ ez 
törlésre kerül. TerŵészeteseŶ ilǇeŶkor a függǀéŶǇ elleŶőrzi, hogǇha a kiǀálasztott eleŵ 
egǇ ĐsúĐs, akkor ahhoz ŵilǇeŶ élek tartoztak, és ezek az élek is törlésre kerülŶek.  
 exitButton_Click ( object sender, RoutedEventArgs e ) 
A kilépés goŵďra kattiŶtás utáŶ ŵegkérdezzük a felhaszŶálót, hogǇ ďiztos-e a 
döŶtéséďeŶ, és eŶŶek a ǀálaszadása utáŶa törtéŶik Đsak ŵeg a ďezárás. 
 findMinDistanceBtn_Click ( object sender, RoutedEventArgs e ) és 
      findAllMinDistanceBtn_Click ( object sender, RoutedEventArgs e ) 
Kétféle goŵďot hoztaŵ létre a legröǀideďď utak ŵegtalálására. Az egǇikkel Đsak egǇ 
ĐsúĐsot kell kiǀálasztaŶuŶk, és aďďól a ĐsúĐsďól ŵegtalálja az összes töďďi ĐsúĐsďa a 
legröǀideďď utat. A ŵásikkal két ĐsúĐsot kell kiǀálasztaŶuŶk, és akkor azok között keresi 
ŵeg a legröǀideďď utat.  
 PaintMinDistancePath ( Node start, Node end ) és  
       PaintAllMinDistancePath ( Node nsource ) 
A kétféle goŵďŶak, kétféle rajzolása ǀaŶ. Aŵikor egǇ ĐsúĐsďól az összes ĐsúĐsďa 
keressük a legröǀideďď utakat, akkor a rajzolásoŶ kíǀül létrehoz egǇ táďlázatot is aŵit 
feltölt a kezdőĐsúĐstól az összes töďďi ĐsúĐshoz tartozó súlǇokkal. Két ĐsúĐs esetéŶ a 
státuszsorďaŶ helǇezeŵ el a legröǀideďď útŶak a ŵeŶŶǇiségét. A rajzolás az algoritŵus 
futása közďeŶ törtéŶik a háttérďeŶ. AhogǇ ŵegtalálja a legröǀideďď utat, azoŶ 
ǀisszaŵegǇ a kezdőĐsúĐshoz, és eközďeŶ ǀáltoztatja a szíŶét a gráfŶak. 
 returnButton_Click ( object sender, RoutedEventArgs e ) és  
       forwardButton_Click ( object sender, RoutedEventArgs e ) 
VisszaǀoŶás goŵď leŶǇoŵásáǀal, a legutoljára felrajzolt ĐsúĐs ǀagǇ él eltűŶik a 
képerŶǇőről, és elhelǇezeŵ a háttérďeŶ a szükséges adatokkal. Ha a felhaszŶáló ŵégis 
úgǇ goŶdolja, hogǇ szüksége ǀaŶ arra az eleŵre, akkor ǀissza tudjaŵ állítaŶi az isŵétlés 
gombbal. 
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 distanceList_MouseDoubleClick ( object sender, MouseButtonEventArgs e ) 
A képerŶǇőŶ elhelǇezteŵ egǇ listbox-ot is, és eďďeŶ soroloŵ fel az élekŶek a súlǇait. 
Azért ha ŵár egǇ ďoŶǇolult gráfoŶ dolgozuŶk, akkor nem tudjuk biztosra, hogy melyik 
élŶek a súlǇát akarjuk felülírŶi, akkor eŶŶek a listbox-Ŷak az eseŵéŶǇéǀel ŵegtehetjük 
ezt. 
 createNodeBtn_Click ( object sender, RoutedEventArgs e ) és 
       createEdgeBtn_Click ( object sender, RoutedEventArgs e ) 
A felrajzolásoŶ kíǀül ǀálaszthatjuk a ďilleŶtǇűzetről ǀaló ďeǀitelt is. MiutáŶ a felhaszŶáló 
ŵegadta a szükséges adatokat, a prograŵ felrajzol Ŷeki egǇ ĐsúĐsot ǀagǇ élt.  
 create_PreviewTextInput ( object sender, TextCompositionEventArgs e ) 
BilleŶtǇűzetről ǀaló ďeǀitelŶél elleŶőrizzük, hogǇ Đsak száŵok kerüljeŶek a beviteli 
ŵezőbe. 
 deledge_Click ( object sender, RoutedEventArgs e ) 
Ez a goŵď aktiǀálja azt a lehetőséget, hogǇ ŵiŶdeŶ iráŶǇítottság ǀáltásŶál törlődjöŶ az 
összes él, ǀagǇ Đsak ǀáltozzoŶ ŵeg az élek iráŶǇítottsága. 
 PaintNode ( Node node )  
Ez a függǀéŶǇ híǀódik ŵeg egǇ ĐsúĐs rajzolásakor. EgǇ ĐsúĐsot a Đ#-ďa ďeépített Ellipse 
típussal ǀalósítjuk ŵeg, aŵire felteszüŶk egǇ szöǀegdoďozt, aŵiǀel jelezzük az egǇedi 
azoŶosítóját. 
 PaintUnDirecetedEdge ( Edge edge ) és  
       PaintDirecetedEdge ( Edge edge ) 
Ez a függǀéŶǇ fut le egǇ él rajzolásakor. EgǇ élt a c#-ba iŵpleŵeŶtált Line típussal 
ǀalósítjuk ŵeg, aŵiŶek a közepére felteszüŶk egǇ szöǀegdoďozt, és ezzel jelezzük az él 
súlǇát. ValaŵiŶt aŵikor áthelǇezzük egǇ él középpoŶtját, akkor oda egǇ töréspoŶt kerül, 
és oŶŶaŶtól két ǀoŶalďól fog állŶi az él. 
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 DrawLinkArrow ( Edge edge ) 
A prograŵŶǇelǀďeŶ ŵegtalálható LiŶe típust Ŷeŵ lehetett olǇaŶ paraŵéterrel ŵegadŶi, 
hogǇ az iráŶǇított gráfŶak ŵegfelelő ŶǇíl alakot öltjöŶ. Ezért egǇ segédfüggǀéŶǇt hoztaŵ 
létre, aŵiǀel egǇ hároŵszöget rajzolok a ǀoŶal ǀégére. 
 PaintAllNodes() és  
       PaintAllEdges() 
VégigŵegǇ az összes éleŶ ǀagǇ ĐsúĐsoŶ, és a ďeállításokŶak ŵegfelelőeŶ felrajzolja őket 
a képerŶǇőre. 
 directedComboBox_SelectionChanged 
( object sender, SelectionChangedEventArgs e ) 
Ez a függǀéŶǇ kezeli az iráŶǇítottság ǀáltást. Ha ŵegŵaradŶak az élek ǀáltáskor, akkor 
ilǇeŶkor ǀégig ŵegǇüŶk az összes éleŶ, és ŵódosítjuk az iráŶǇítottság szeriŶt. 
 wMinDistanceComboBox_SelectionChanged ( object sender,  
                                                                                          SelectionChangedEventArgs e ) 
A legröǀideďď utat kereső algoritŵusok kiǀálasztására egǇ combobox-ot hoztaŵ létre, 
és eďďeŶ a függǀéŶǇďeŶ kerül elleŶőrzésre a Dijkstra algoritŵus ǀálasztásáŶál, hogǇ Ŷe 
tartalŵazzoŶ a gráf Ŷegatíǀ élet. 
4.3.1.3.2 DistanceDialog osztálǇ 
EgǇ új él készítésekor, ǀagǇ egǇ ŵegléǀő él súlǇáŶak felülírásakor jeleŶik ŵeg a ŶézetŶek 
a ŵásik aďlaka. Eďďen az ablakban adhatsz meg egy száŵot, aŵit az OK goŵď leŶǇoŵása 
utáŶ felǀisz a felületre egǇ TextBlock-al.  
 okBtn_Click(object sender, RoutedEventArgs e) 
EzeŶ ďeǀiteli ŵezőŶ olǇaŶ elleŶőrzések ǀaŶŶak ŵegírǀa, hogǇ addig Ŷeŵ tűŶik el, aŵíg 
ŵegfelelő adatot Ŷeŵ ǀiszüŶk ďe, ǀagǇ ki Ŷeŵ lépüŶk ďelőle. 
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4.3.2 Eǆtra FuŶkĐiók 
A szakdolgozatoŵ téŵaďejeleŶtőjéďe ďeleírt fuŶkĐiókoŶ kíǀül az alkalŵazás táŵogat 
extra fuŶkĐiókat, amiket a Modell rétegďe ágǇaztaŵ ďe. Töďďek között ǀissza lehet ǀoŶŶi 
az utoljára felrajzolt lépést a gráfoŶ. IlǇeŶkor törlődik a felületről, de Đsak eltároloŵ egǇ 
ŵásik listáďa, ahoŶŶaŶ ďárŵikor ǀissza tudoŵ hozŶi. Ezért is ǀaŶ olǇaŶ fuŶkĐió is, hogǇ 
isŵétlés. IlǇeŶkor, ha ŵégis úgǇ goŶdoljuk, hogǇ szükségüŶk ǀaŶ arra a lépésre, akkor 
ǀissza lehet teŶŶi a felületre azt is. EzekŶek a fuŶkĐiókŶak az adatai ŵiŶdeŶ egǇes lépés 
utáŶ törlődŶek. A köǀetkező ilǇeŶ fuŶkĐió a törlés, ilǇeŶkor ahoǀa kattiŶtuŶk a felületeŶ, 
ott először elleŶőrzi a prograŵ, hogǇ ŵi is ǀaŶ ott. Például, ha egǇ ĐsúĐs, akkor a ĐsúĐsďa 
ŵeŶő összes élet töröli, és a hozzájuk tartozó adatok is. A köǀetkező az IráŶǇítottság 
ǀáltásŶál az összes él törlése ŵeŶüpoŶt. Ezt a fuŶkĐiót azért tetteŵ ďele, hogǇ aki joďďaŶ 
szeretŶé újrakezdeŶi a ŵuŶkáját, aŵikor iráŶǇítottságot ǀált, aŶŶak ǀaŶ rá lehetősége. 
Ekkor Đsak ĐsúĐsok ŵaradŶak a képerŶǇőŶ, és az élek Ŷeŵ. EzeŶ kíǀül a felületeŶ 
ŵegtalálható egǇ ListBox is, ez egy lista ahova az élek sorszáŵát teszem be a 
hozzátartozó súlǇokkal. Az egǇszerűďď felhaszŶálás ŵiatt döŶtötteŵ úgǇ, hogy 
ďeleteszeŵ, ŵiǀel ilǇeŶkor Ŷeŵ kell a felületre kattiŶtaŶi, hogǇha szeretŶéŶk egǇ élŶek 
új súlǇt ŵegadŶi, haŶeŵ itt kiǀálasztjuk, és a ŵegfelelő adatďeǀitel utáŶ ŵár az új súllǇal 
reŶdelkezik a gráf. Létrehoztaŵ ďeǀiteli ŵezőket a ĐsúĐsok koordiŶátáiŶak ŵegadására. 
EzekeŶ ŵegfelelő elleŶőrzés fut, hogǇ Ŷe tudjaŶak a rajzoló felületeŶ kíǀülre teŶŶi 
seŵŵit. Az élek felrajzolásához Đsak ŵeg kell adŶi a kezdő, és ǀégĐsúĐsot, ǀalaŵiŶt az él 
súlǇát, és el is készül. 
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4.4. Tesztelés 
Az alkalŵazás teszteléséhez ŶagǇ segítséget ŶǇújt a Visual Studio fejlesztőkörŶǇezet. 
LehetőségüŶk ǀaŶ létrehozŶi egǇ speĐiális UnitTest projektet ŵelǇďeŶ defiŶiált teszt 
osztállǇal teszt ŵetódusokat futtathatuŶk a rétegek staďilitásáŶak elleŶőrzéséhez. A 
projekteŵďeŶ létrehoztaŵ az DBalgorithm.DBalgorithmTest ŶéǀtérďeŶ az 
DBalgorithmModelTest tesztosztálǇt, ami a modell réteget teszteli. Az osztálǇt 
szükséges ellátŶi a [TestClass] attriďútuŵŵal. A ŵodell [TestInitialize] attriďútuŵŵal 
ellátott Initialize függǀéŶǇe példáŶǇosítja a ŵodellt és a ŵodell létrehozásához 
szükséges alsóďď rétegeket. 
Az aláďďi tesztesetek kerültek ŵegǀalósításra: 
• ClearEdgeNodeTest: Létrehoz két poŶtot, aŵikďől CsúĐsokat készít, ŵajd aŵikor 
az élek ĐsúĐsaiǀal is egǇeŶlőǀé tette, akkor ŵeghíǀoŵ a ŵodellďeŶ léǀő 
függǀéŶǇt, és elleŶőrzöŵ, hogǇ jól futott-e le. 
• CreateEdgeTest: Létrehoz két ĐsúĐsot, ŵajd ezek között létrehoz egǇ élet. 
• RestartTest: FelrajzoluŶk egǇ gráfot, és ezutáŶ töröljük. 
• ReturnTest: ElleŶőrzöŵ, hogǇ egǇ ǀisszaǀoŶásŶál téŶǇlegeseŶ ďelekerülŶek-e a 
háttérďeŶ futó listákďa az eleŵek. 
• ForwardTest: ElleŶőrzöŵ, hogǇ egǇ isŵétlésŶél téŶǇlegeseŶ ďelekerülŶek-e az 
előtérďeŶ futó listákďa az eleŵek. 
• ClearTest: Létrehoz két ĐsúĐsot ďizoŶǇos poŶtokďa, ŵajd közöttük egǇ élet, 
ŵegŶézi, hogǇ téŶǇlegeseŶ létezŶek-e ŵajd ŵeghíǀja a Modell Clear függǀéŶǇét, 
és ekkor elleŶőrizzük, hogǇ eltűŶtek-e. 
• DirectedComboboxSelectionChangedTest: Létrehozok két ĐsúĐsot, és közöttük 
egǇ élt, ŵajd aŵikor ŵeghíǀoŵ, ezt a függǀéŶǇt ŵegŶézeŵ, hogǇ törlődik-e az 
él a felületről. 
• GetEdgeDistanceTest: ElleŶőrzi, hogǇ egǇ létrehozott élŶek a súlǇát ŵegkapja-e 
a ŵodellďeŶ léǀő ǀáltozó 
• OverlapsNodeTest: MegŶézi, hogǇ a ŵegadott helǇeŶ van-e él, létrehoz ott 
egǇet, és utáŶa is elleŶőrzi. 
Balázs Attila Dijkstra és a BellŵaŶ-Ford FIFO algoritŵusok ŵűködése 37. oldal 
• GetNodeAtTest: Létrehozok a felületre egǇ ĐsúĐsot, és ŵegŶézeŵ, hogǇ a 
létrehozott ĐsúĐsot kapoŵ-e vissza a modellďeŶ léǀő függǀéŶǇ alapjáŶ. 
• HasClickedOnNodeTest: Létrehoz egǇ ĐsúĐsot, és ŵeghíǀja a ŵodellďeŶ léǀő 
függǀéŶǇt, aŵiǀel elleŶőrzi, hogǇ téŶǇlegeseŶ arra kattiŶtott-e a felhaszŶáló. 
• AssingEndNodeTest: LétrehozuŶk két ĐsúĐsot a felületeŶ, és azokat értékül 
adjuk, ŵiŶt él ǀégpoŶtok, és elleŶőrizzük, hogǇ ŵeg is kapták-e 
• GetDistanceTest: LétrehozuŶk az két ĐsúĐsot és egǇ élt közöttük, és elleŶőrizzük 
az él középpoŶtját. 
• GetEdgeAtTest: LétrehozŶak két ĐsúĐsot és egǇ élt közöttük, és ŵegŶézzük, hogǇ 
visszakapjuk-e a ŵodellďeŶ léǀő függǀéŶǇ alapjáŶ. 
• HasClickedOnEdgeTest: LétrehozuŶk két ĐsúĐsot, és közöttük egǇ élt, ezutáŶ 
ŵegŶézzük, hogǇ a ŵodellďeŶ léǀő függǀéŶǇ igazat ad-e ǀissza a ŵeghíǀott 
pozíĐióra. 
• GraphStackEdgeTest: LétrehozuŶk egǇ gráfot, és elleŶőrizzük, hogǇ a felhaszŶáló 
által kiǀálasztott ĐsúĐsok között ǀaŶ-e ŵár él. 
• GraphNOStackedEdgeTest: LétrehozuŶk egǇ gráfot, és elleŶőrizzük, hogǇ ǀaŶ-e 
két olǇaŶ ĐsúĐs, aŵik között két él is fut. 
• GraphStackedandDeleteEdgeTest: Az előző teszt ŵiŶtájára, ha előfordulŶak 
ilǇeŶ ĐsúĐsok, akkor töröljük közöttük a ŶagǇoďď súlǇú élt. 
• DijkstraTest: Elkészítek gráfokat, és futtatoŵ rajtuk a Dijkstra algoritmust 
sikeresen. 
• BellmanFordOKTest: Elkészítek gráfokat, és futtatoŵ rajtuk a Bellman-Ford 
algoritmust sikeresen.  
• BellmanFordCircleTest: Elkészítek gráfokat, és futtatoŵ rajtuk a Bellman-Ford 
algoritmust, ami a startĐsúĐsďól elérhető Ŷegatíǀ kört talál. 
• BellmanFordFIFOOKTest: Elkészítek gráfokat, és futtatoŵ rajtuk a Bellman-Ford 
FIFO algoritmust sikeresen. 
• BellmanFordFIFOCircleTest: Elkészítek gráfokat, és futtatoŵ rajtuk a Bellman-
Ford algoritmust, ami a startĐsúĐsďól elérhető Ŷegatíǀ kört talál. 
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4.5. Fejlesztési lehetőségek 
Az alkalŵazás haďár ŵár hóŶapok óta ŵegďízhatóaŶ ŵűködik és ŵegǀalósítja a kitűzött 
Đélokat, toǀáďďi fuŶkĐiókkal és lehetőségekkel ďőǀíthető. 
• Adatďázis Đseréje SQL alapú adatďázisra. 
• Felhő alapú adattárolás 
• A ŵodell osztálǇait ellátŶi jól defiŶiált iŶterfészekkel 
• Töďď algoritŵus futtathatósága 
• Negatíǀ kör kirajzolása piros szíŶŶel 
• TöďďŶǇelǀűség  
• A legröǀideďď utak ŵegtalálásáŶak aŶiŵálása 
• Alkalŵazás fejlesztése UŶiǀersal Windows Platform-on (UWP), hogy ŵoďil, és 
taďlet felületeŶ, ǀalaŵiŶt ŵás operáĐiós reŶdszereŶ is futtathatóǀá ǀáljoŶ. 
• Telefonon, száŵítógépeŶ vagy taďleteŶ léǀő térkép képek iŵportálása az 
alkalŵazásďa, aŵire autoŵatikusaŶ rajzolŶa gráfot, és lehetŶe futtatŶi az 
algoritmusokat.   
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5. Összegzés 
Az alkalŵazásoŵ egǇtől harŵiŶĐ ĐsúĐsig terjedő gráfok ŵegrajzolására, és ezekŶek 
ŵeŶtésére és ǀisszatöltésére ad lehetőséget, aŵikeŶ futtathatjuk a hároŵ általaŵ 
iŵpleŵeŶtált algoritŵust. A felhaszŶáló ŵiŶdeŶféle Ŷehézségek Ŷélkül, pár kattiŶtással 
ŵeg tudja rajzolŶi a gráfját, aŵiŶ kétféleképpeŶ is futtathatja az algoritŵusokat. Ha ǀaŶ 
egǇ ďizoŶǇos útǀoŶal, akkor azt is ŵegkeresheti, és Đsak az jelenik meg, de futtathatja 
egǇ ĐsúĐsďól az összes töďďi ĐsúĐsďa ǀezető legröǀideďď utat is. A megrajzolt vagy 
ŵódosított gráfokŶak az adatďázisďa ǀaló elŵeŶtéséǀel és későďďi ǀisszatöltéséǀel sok 
időt és ŵuŶkát takaríthatuŶk ŵeg. 
Az alkalŵazásoŵ Windows Presentation Foundation-ben készült, azaz Windows 
operáĐiós reŶdszert futtató eszközököŶ lehet haszŶálŶi. A Đélplatforŵ WiŶdoǁs 10, 
mivel ezen teszteltem legtöďďet. Az adatokat lokálisaŶ, szöǀeges álloŵáŶǇďól felépített 
adatďázisďaŶ tárolja. A ŵegfelelő iŶterfészekŶek köszöŶhetőeŶ ez későďď Đserélhető 
SQL alapú adatďázisra ǀagǇ felhőtárolásra. 
Az alkalŵazásoŵat hóŶapok óta teszteleŵ, és reŵéleŵ ŵegfelelő segítséget fog 
ŶǇújtaŶi a felhaszŶálók száŵára. 
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6. Függelék  
6.1. Az algoritmusok fejlesztőiŶek öŶéletrajzai 
6.1.1. Edsger Wybe Dijkstra 
Edsger Wybe Dijkstra 1930-ďaŶ született a hollaŶdiai RotterdaŵďaŶ. Szülei elisŵerteŶ 
jó ǀégzettségű értelŵiségiek ǀoltak, édesapja kéŵikus, édesaŶǇja ŵateŵatikus ǀolt. 
1942-ďeŶ, ϭϮ éǀes koráďaŶ ďekerült egǇ igeŶ ŵagas szíŶǀoŶalú giŵŶáziuŵďa, az 
ErasŵiŶiuŵ GiŵŶáziuŵďa, ahoǀa kiǀételes tehetségek jártak. Dijkstra sok külöŶďöző 
tárgǇat taŶult, ŵiŶt például: görög, latiŶ, fraŶĐia, Ŷéŵet és aŶgol ŶǇelǀ, ǀalaŵiŶt 
ďiológia, ŵateŵatika és kéŵia. 
1945-ďeŶ ŵég jogi pálǇára készült, hogǇ utáŶa képǀiselőkéŶt dolgozzoŶ. AzoŶďaŶ aďďól 
kifolǇólag, hogǇ kéŵiáďól, ďiológiáďól és ŵateŵatikáďól jó eredŵéŶǇei ǀoltak, úgǇ 
döŶtött, hogǇ LeiŶdeŶi egǇeteŵeŶ folǇtatja taŶulŵáŶǇait és elŵéleti psziĐhológiát 
hallgat. ϭϵϱϭ ŶǇaráŶ, a Đaŵďridge-i egǇeteŵeŶ isŵerkedett ŵeg először a 
prograŵozással. ϭϵϱϮ ŵárĐiusától részŵuŶkaidőďeŶ dolgozott egǇ aŵszterdaŵi 
ŵateŵatikai közpoŶtŶál, ekkor kezdte el igazáŶ érdekelŶi az iŶforŵatika. AŵilǇeŶ 
gǇorsaŶ Đsak lehetett ďefejezte a psziĐhológiai taŶulŵáŶǇait és elkezdett hódolŶi eŶŶek 
az új szeŶǀedélǇéŶek. 
MiutáŶ ϭϵϱϳ-ben ŵegházasodott, folǇtatta a ŵuŶkáját a ŵateŵatikai közpoŶtďaŶ, 
ŵiközďeŶ az ϭϵϳϬ-es éǀek elejéŶ az egǇesül állaŵokďeli Borroughs CorporatioŶ kutatási 
tagja is volt. 1972-ďeŶ ŵegkapta az ACM TuriŶg Díjat, ϭϵϳϰ-ben az AFIPS Harry Good 
Meŵorial Díjat. Az ϭϵϴϬ-as éǀek elejéŶ a teǆasi AustiŶďaŶ költözött, ŵajd ϭϵϴϰ-ben 
állást is kapott az IŶforŵatikai TudoŵáŶǇok EgǇeteŵéŶ, ahol ϲϵ éǀes koráig dolgozott. 
1999-ďeŶ lett professor eŵeritus. RákďaŶ halt ŵeg ŶueŶeŶi otthoŶáďaŶ ϮϬϬϮ. 
augusztus 6-áŶ. 
(Wikipedia, 2007) 
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6.1.2. Lester Randolph Ford, Richard Bellman 
Ifjabb Lester Randolph Ford 1927. szeptember 23-áŶ született. A „Netǁork Floǁ” 
prograŵozás egǇik úttörője. Édesapja az időseďďik L.R. Ford, aki ŵaga is elisŵert 
ŵateŵatikus, a FareǇ sorozatokra adott egǇ ďáŵulatos értelŵezést. Ifjaďď L.R. Ford 
Ŷeǀéhez fűződik töďďek között a Ford-FulkersoŶ algoritŵus is, aŵelǇ a ŵaǆiŵális folǇaŵ 
proďléŵát oldja ŵeg. ;SiŶgh NaǇaŶdeep, ϮϬϬϭͿ 
Richard Ernest Bellman (1920. augusztus 26. – ϭϵϴϰ. ŵárĐius ϭϵ.Ϳ alkalŵazott 
matematikus volt, az a1953-as diŶaŵikus prograŵozás teréŶ elért felfedezéséért ǀolt 
ŵéltáŶ üŶŶepelt, ǀalaŵiŶt Ŷeǀéhez köthető, sok a ŵateŵatika ŵás területéŶ elért 
eredŵéŶǇe is. 
Neǁ YorkďaŶ született, ahol édesapja, JohŶ Jaŵes BellŵaŶ egǇ élelŵiszerüzletet 
vezetett a Bergen utĐáďaŶ a Prospest Park közeléďeŶ BrooklǇŶďaŶ. BellŵaŶ a 
középiskoláďaŶ ;Neǁ YorkͿ, és ŵateŵatikát hallgatott a ďrooklǇŶi főiskoláŶ, ahol ϭϵϰϭ-
ďeŶ szerzett BA diploŵát, a későďďiekďeŶ pedig a WisĐoŶsiŶ-Madison Egyetemen 
ŵegszerezte az MA diploŵát is. A II. ǀilágháďorú idejéŶ a hadseregŶél az Elŵéleti 
PsziĐhológia RészlegeŶ dolgozott Los AlaŵosďaŶ. ϭϵϰϲ-ban megszerezte a Ph.D titulust 
a PriŶĐetoŶoŶ. A dél kaliforŶiai egǇeteŵ professzora ǀolt, ösztöŶdíjas kutatója az 
aŵerikai TudoŵáŶǇok és Műǀészetek Akadéŵiájának (1975), valamint tagja a nemzeti 
MérŶöki AkadéŵiáŶak ;ϭϵϳϳͿ. ϭϵϳϵ-ďeŶ az IEEE BeĐsület Medállal tüŶtették ki „A 
döŶtési eljárások és az elleŶőrző reŶdszerek területéŶ elért eredŵéŶǇéért, külöŶöseŶ a 
diŶaŵikus prograŵozásďaŶ alkotottakért.” Legfőďď ŵűǀe a Bellman-egyenlet 
(Wikipedia, 2009) 
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6.1.3. Roďert EŶdre TarjáŶ 
Roďert EŶdre TarjáŶ ϭϵϰϴ. április ϯϬ-áŶ született. Aŵerikai száŵítógépes tudós és 
matematikus. Ő a kitalálója töďď gráf algoritmusnak, töďďek között a TarjáŶ off-line 
legkiseďď közös ősök algoritŵusnak, és a társ-feltalálója a ferde fáknak és a Fibonacci 
kupacnak. TarjáŶ jeleŶleg a Jaŵes S. MĐDoŶŶel kiǀáló egǇeteŵ professzora. PoŵoŶáďaŶ 
született. Apja gǇerŵekpsziĐhiáter egǇ állaŵi kórházďaŶ. TarjáŶ sok sci-fi köŶǇǀet 
olǀasott, ezért Đsillagász akart lenni, de elkezdte érdekelŶi a ŵateŵatika, ŵiutáŶ 
elolǀasta MartiŶ GardŶer egǇik köŶǇǀét. Jó taŶára ŵiatt általáŶos iskoláďaŶ ŵég joďďaŶ 
elkezdte érdekelŶi a matematika. Középiskolai éǀeiďeŶ TarjáŶ ŵuŶkát kapott az IBM-
Ŷél. Ekkor dolgozott ǀalódi száŵítógépekkel, ŵiközďeŶ Đsillagászatot taŶult. EzutáŶ BA 
diploŵát kapott ŵateŵatikáďól, a KaliforŶiai teĐhŶológia iŶtézetďeŶ. A StaŶfordoŶ 
folǇtatta taŶulŵáŶǇait, ahol ŵegszerezte ŵesterdiploŵáját, Informatikai szakon, 1971-
ďeŶ, ŵajd a Doktori ǀégzettségét, 1972-ben, ugyanitt. Ezen az egyetemen Robert Floyd 
és DoŶald KŶuth felügǇelte ŵuŶkásságát. TarjáŶ azért ǀálasztotta a száŵításteĐhŶikát, 
ŵiŶt területet, ŵert azt sejtette, hogǇ a CS a ŵateŵatika egǇ gǇakorlati alkalŵazási 
területe. TarjáŶ a PriŶĐetoŶi EgǇeteŵeŶ taŶít ϭϵϴϱ óta. Eŵellett akadéŵia pozíĐióďaŶ 
volt a Corelli Egyetemen, a Kaliforniai egyetemen, a Stanford egyeteŵeŶ, és a Neǁ York-
i egyetemen, valaŵiŶt a NEC kutatóiŶtézet egǇik ŵuŶkatársa ǀolt. ϮϬϭϰ októďeréďeŶ 
csatlakozott az Intertrust-hoz, techŶológiai ǀezetőkutatókéŶt. NéháŶǇ közisŵert 
algoritmusa a TarjáŶ-féle erőseŶ összefüggő koŵpoŶeŶsek algoritmus és ő ǀolt a ŵediáŶ 
a ŵediáŶďaŶ liŶeáris idejű kiǀálasztási algoritŵus öt társszerzőjéŶek egǇike.  
(Wikipedia, 2010) 
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