ABSTRACT: Effective development environments for discrete event simulation models should reduce development costs and impro,ue model performance. A model specification language used in a model development environment is defined. This approach is intended to reduce modeling costs by interposing an intermediate form between a conceptual model (the model as it exists in the mind of the modeler) and an executable representation of that model. As a model specification is constructed, the incomplete specification can be analyzed to detect some types of errors and to provide some types of model documentation. The primitives used in this specification language, called a condition specification (CS), are carefully defined. A specification for the classical patrolling repairman model is used to illustrate this language. Some possible diagnostics and some untestable model specification properties, based on such a representation, are summarized.
1. INTRODUCTION 
Context of Problem Simulation is a widely used problem-solving technique
In [34] Nance describes the conical methodology [48] which has had mixed success [53] . Several authors, (CM) that could underlie an MDS. The CM provides a most notably [16, 35, 40, 561, argue that a first step in carefully structured approach for documented, effective improving simulation effectiveness is to recognize the model specifications construction. An MDS, based on need for a model development and management envithe CM, should support production of a model specifironment in which tools can be used to support modelcation (a communicative model) in a form which can be ing and analysis. Such an environment is supported by analyzed (1) to detect potential problems with the speca model management system (MMS), which is defined ification, (2) to assist in the construction of an executain [36 (p. 175)] as "a set of [integrated] tools that assist ble representation of the model (a programmed model), in the efficient creation and use of an effective model and (3) to construct useful model documentation. This whose application is expected to extend in scope and article describes a model specification language, the time beyond the original study objectives." The MMS's condition specification, that can be used in an MDS to role extends to all phases of the model life cycle, illussatisfy these objectives.
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The condition specification (CS) described in the following sections is not intended as an expressive tool for 0 1985 ACM OOOl-07S~SS/OZOO-0190 750 ' The set of tools comprise the "system" (MMS or MDS) that combines with other less tangible factors to form the "environment." trated in Figure 1 . The definition of phases and the relationship among them are found in [l, 361. This article focuses on those phases representing model development activities and the model development system's (MDS's) role in support of the needed model development environment (MDE).' The MMS's objective is to provide tools to reduce the costs of constructing simulation experiments while improving the quality of the information those experiments produce.
erimental ' 7 I ' 1 FIGURE 1. The Chronological Organization of the Model Life Cycle a modeler; that is, the language is not designed to meet human needs for translation of concepts into a communicative representation. Rather, the CS provides primitives by which time and state relationships can be formalized so that model specification analysis can be conducted and certain documentation can be extracted. Section 2 provides a description of the CS language. In Section 3 the language is illustrated. Section 4 describes how the above three objectives are met by this type of representation. Section 5 summarizes these results. Once a model specification is complete, it can be transformed into a model implementation. Our ultimate goal is to automate creation of an experimental model from its specification, although the interim solution is to transform the specification (which is world view independent) into a nonexecutable representation in a particular world view. This new representation forms a skeleton for implementation in an appropriate simulation language. See [43 (pp. 188-245)] for some transformations into particular world views.
The evaluation of a model specification language should be based on both its ability to contribute to an improved theory of simulation and the utility of the language; that is, its ability to assist in effective model specifications construction and implementation. Some contributions to simulation theory, based on this model specification language, are identified in Section 4.
Related Work
Two research areas in discrete event simulation relate most directly IO this work: the development of modeling methodologies and support tools. The following paragraphs brieily summarize methodological approaches and tools supporting the modeling task.
One widespread modeling methodology is the network representation. The extensive use of networkoriented languages speaks well of their ease of application to a widla variety of problems. GPSS uses a network representation, as do the activity-cycle-based languages [18] . Intereshngly, Nygaard and Dahl, in discussing the development of Simula, state that early in its design Simula was t'o be a network-oriented language. The network approach was dropped, however, when the developers became convinced of its lack of generality [38 (P. 24911.
project, which seeks to allow a modeler to develop a complete executable simulation program [17] .
Several authors discuss a formal simulation model specification and documentation language (SMSDL), first defined in [32] . Kleine describes an SMSDL which, by progressive refinement, is intended to lead to executable Simscript programs [23] . Frankowski and Franta propose a process (and Simula) oriented SMSDL [14] . As with Kleine, a specification evolves into an implementation; the same language is used for both. Our approach is to construct a model specification in a formal language which can be analyzed for diagnostic purposes and which can be transformed through additional analysis into an efficient model implementation (probably in a different language). Several authors have suggested the process concept [4, 14, 221 or Simscript's entity-attribute-set approach [27] as a basis for modeling methodologies. While neither provides a theory supporting the simulation process, both provide powerful representational and conceptual tools for model specification.
Zeigler's work is the most significant effort to provide a sound theoretical basis for simulation. Based on general systems theory, which in turn is based on finite state machines, this approach provides powerful conceptual tools for dealing with the dynamics of the simulation process, including the concept "model state trajectories." Also, Zeigler's "experimental frames" provide both a theoretical basis and some practical guidance for dealing with model validation [42, 54, 561. Little evidence of analytic techniques to assist in con struction of efficient model implementations is found. DeCarvalho and Crookes describe analyses to improve the efficiency of an activity-scanning time flow mechanism and to identify components whose output can be saved and reused in subsequent executions [ll] . Schruben analyzes "event graphs" in order to simplify a model specification and to identify other properties of the model [47].
Kindler's set-theoretic approach provides a basis for a categorization of models, systems, and simulation programming languages, although the impact on the practical issues of model development, validation, and verification has yet. to be demonstrated [20, 211. Program generators have been used for more than a decade to assist in model implementation. A program generator typmally consists of a component to build a model specification which is then used by another component to generate code in a particular simulation programming language. Mathewson's DRAFT systems [28, 291 use a family of generators (one for each target simulation language) to produce programs based on activity-cycle diagrams. Davies' approach is to build a "language-independent description of a situation" [lo] . Other work in simulation program generators includes Clementson's CAPS/ECSL system [7] , Lafferty's S4 system [24] , and more recently, Vidallon's GASSNOL system [51], Subrahmanian and Cannon's generator [49] , and Birtwistle and Luker's dialog system [3] .
As the domain of model specification encompasses that of software specification, they are closely related. Advances in either area are likely to benefit both. The similarity is particularly strong in approaches such as that of the JADE software development project. JADE uses a development methodology based on the modeling and simulation of a proposed system; the model is refined until it becomes the software system [50] . Balzer, Cheatham, and Green argue for a new paradigm for software development which is based on the use of a high-level formal software specification which is then transformed, at least partially automatically, into an implementation [2] . In Lehman's categorization of programs, all model implementations fall into the more difficult 'A' classification [26] .
MODEL SPECIFICATION
Support systems for model development range from the simple expedient of programmer checklists [30] to software-generated documentation such as that of GASP [46] To present what follows, some definitions are useful. To deal properly with these concepts, a distinction is made among four terms: system, model, model specification, and model implementation; each is defined below. Although the distinction between a system and a model is standard, often no distinctions are made among the last three, contributing to the difficulty in developing a body of theory supporting simulation. One reason for this lack of distinction is that the characteristic properties accumulate as one moves through this list, so that a model implementation is also a model specification, a model, and a system.
Preliminary Definitions
A starting term for these definitions is "system" as defined in the Delta project report [I7 (p. 15)]: "A system is a part of the world which we choose to regard as a whole, separated from the rest of the world for some period of consideration, a whole which we choose to consider as containing a collection of components."
A Model Specification Formalism
This system may be real or imagined.
A model specification (MS) is defined as a quintuple: We extend this definition to allow communication between the system and its surroundings: the system may have inputs and outputs. Inputs are items to which the system is in some way sensitive but which are at least partly beyond its control. Outputs are items which the system provides to its surroundings; they may or may not be used by the system itself.
( input specifications, output specifications, object definition set, indexing attribute, transition specification ).
Each system has an environment which may be undefined except to identify the inputs of the environment to the system and the outputs of the system to the environment. A system may be viewed as a "black box" by its environment so long as the communication links (here called inputs and outputs) between the two are adequately specified. A model is an abstraction of a system intended to replicate some properties of that system. The level of detail and the type of abstraction depend on the properties the model is intended to replicate.
Each element of this quintuple is discussed below.
Each MS is embedded in an environment. This formalism requires that the communication links between a model and its environment are completely specified. Any information used by the model, but controlled even partially by its environment, must be defined in an input specification. Likewise, information about the behavior of the model that is communicated to its environment is described in the output specification. Taken together, the input and output specifications form the interface specification.
The study of even a very simple system can lead to several dissimilar models, each intended to replicate particular properties of the system to some degree of precision. The collection of properties the model is intended to replicate is the model objective. No model exists in a vacuum; each model requires both a referent system and a set of properties that it is intended to replicate before it can be defined.
The terms "model specification" and "model implementation" are distinguished on an informal but useful basis: a model specification defines what a model does and a model implementation defines how the behavior is to be achieved.
Attributes included in an output specification may serve two possible functions: (1) to provide coordinating information about the behavior of one component that is required by other components, or (2) to report model behavior as required by the model objectives (although additional reporting attributes may be specified to assist in model validation). These two roles are not mutually exclusive since a single attribute can serve both functions. From the perspective of the model, the attributes used for reporting and those used for coordination are similar since both serve a communicative function.
An object definition is an ordered pair,
The definitions for objects and attributes below are taken directly from Nance [35 (p, li'5) ]. "A model of a system is comprised of objects and the relationships among objects. An object is anything that can he characterized by one or more attributes to which values are assigned." Values assigned to attributes conform to an attribute typing much the same as a standard problemoriented programming language. If, in order to replicate the properties of the system which a model represents, the model uses the technique of progressing through a series of changes in a time ordered fashion, then the model is a simulation model [15 (p. 39)]). The representation of time (or some indexing attribute used as a surrogate) is fundamental to the simulation technique, although its representation is usually artificial; that is, a model may either replicate several hours of behavior of the simulated system in a fraction of that time or require several minutes of "real" time to replicate a few seconds of simulated time. An instantiation of a model specification is the act of using a simulation model to provide data about the behavior of the model. A simulation model is a discrete event model if all object attributes, other than system time, are represented as changing value only a countable number of times during any instantiation. Whereas the term "instantiation" extends a concept utilized in abstract data types, the definition of "discrete event model" conforms to popular usage (see [25 (p. 4 
)]).
( object type, object attribute set ).
All attributes associated with a particular object form the object's attribute set. The attributes record information about the object that is useful for the modeling task; they assume values as needed to record changes in the object's state.
During an instantiation, several instances of the same object may exist. For example, a queueing model might have several instances of the object "customer," each with its own instance of the "customer" attribute set.
Since the model analyses of current interest concentrate on the transition specification, our treatment of object specifications is abbreviated. For many complex models, the simple approach used here is inadequate. For complex models it may be necessary to regard some model objects as composed of both attributes and other model objects. For example, a set is a model object which has attributes, such as cardinality, and contains other model objects. See [6, 33, 561 for a more complete treatment of this topic.
The model specification must contain an indexing attribute commonly called "system time."
The transition specification for a model specification defines each of the following: system time. Different initial states may be created for different instantiations of the same MS by reading attribute values at model initiation. 2 . termination Iconditions, that is, a definition of the conditions under which an instantiation is to be stopped. 3. a definition of the dynamic structure of the model, specifying the effect of each model component on other model components, ,the model response to inputs, and how outputs are generated. The form of this specification depends on the language used. An activi.ty-cycle diagram specification and a Simscript specification for the same model are syntactically different, but both provide a transition specification. Whatever descriptive tool is used, it must unambiguously define the model behavior. The language presented below illustrates one form a transition specification can assu:me.
In terms of the eventual implementation of the specification on a computer system, the transition specification is analogous to a program and the object definitions are analogous to the data structures manipulated by the program. The object attributes play the role of program variables, although an actual implementation normally requires additional variables.
In effect, th.e transformation specification makes heavy use of abstract data types. This allows the modeler to describe the model at a more appropriate level and allows analysis of the specification to assist in constructing efficient implementations of the abstract data types. By design, many decisions about implementation techniques are deferred.
Specification Primitives
In order to define a set of primitives used for transition specifications, we must first decide how model dynamics are to be described. Several approaches are possible; the one used here is that of describing model responses to each of a series of conditions. The transition specification is then represented as a set of ordered pairs: conditions and associated actions. Five action types are defined: changing values of attributes, time sequencing actions, object generation and deletion, production of output, and termination of an instantiation. The first three are used for controlling model behavior and the fourth is used for communication with the model environment. The actions paired with a condition in the set of ordered pairs can include any combination of these actions. Each action is discussed in turn below. The condition in each ordered pair is a Boolean expression composed of model attributes.
Value C'hange Descriptions
One model response to a condition being met is to change one or more attribute values. A value change description (VU)) defines this action. VCDs consist of three components: input attributes, output attributes, and an evaluation procedure. The evaluation procedure is an algorithm specification. Each model attribute used as whenever queue-size > 0 and server-status = free then begin queue-size := queue-size -1 server-status := busy SET ALARM( end-of-service, t ) end.
FIGURE 2. Example Condition and Actions
input to the evaluation procedure is an input attribute. Each attribute whose value is altered by the evaluation procedure is an output attribute for that evaluation procedure. Figure 2 contains an example of a VCD. This figure is intended to illustrate the concept of a VCD rather than a particular syntax.
Here "queue-size, " "server-status," and "end-ofservice" are object attributes. The condition for these model actions is a Boolean expression bounded by whenever and then. The model responses to this condition becoming true consist of three actions: two VCDs' and a time sequencing action which "schedules" a future action (scheduling is described below). In the first VCD, "queue-size" is both an input and an output attribute. Thus when the specified condition is met;the only information required to determine the new value of "queue-size" is its current value. The second VCD has no input attributes; the output attribute is "serverstatus." In this case, whenever the condition is met no additional model information is required to determine the new value of "server-status."
For several types of model analysis, we are interested in the information required for the evaluation procedure (the input) and the attribute values that are changed in a VCD (the output) rather than the particular syntax used for the transition specification. Examples in this paper use a Pascal-like syntax in the VCD (see [16] for a description of Pascal), although any syntax would be satisfactory as long as input and output attributes are easily identifiable.
An evaluation procedure may require "local variables" used to define an algorithm which are not model attributes ("loop" indices are an example).
Time Sequencing
In defining the behavior of a model, enough information often exists when a condition is met to unconditionally prescribe a future model action at a known value of system time. For example, when the conditions for a beginning of service are met, often no information about future actions is required to determine when the end of service should occur. Thus, at points during an instantiation the occurrence of some model actions may be strictly time-dependent, that is, dependent only on the value of system time. (In fact in [43 (p. 260)], it is proven that at all "times" during an instantiation, at least one model action will be strictly timedependent.) Some primitives are required to specify the relationships between state and time. We choose constructs based on Dijkstra's sequencing primitives. As with Dijkstra's semaphores (see [12] ), two types of primitives are required: one primitive for setting a signal and a second for responding to it. In the simulation environment, canceling a signal is often useful and a third primitive is included to support this.
The sion defining the length of the delay until the alarm is to be signaled. An alarm name, which must be an object attribute, is described in an object attribute specification as having the data type time-based signal.
The semantics of this statement differ from Dijkstra's in that the statement requests that a signal (here called an alarm) be set for a future point in time rather than the current time. The mechanism is intended to be analogous to setting an alarm to go off at a prescribed point in the future, although our alarm clock is unusually versatile in that it can be simultaneously set to go off at several different values of time. For example, at 7:00 o'clock, the alarm could be set to go off at 8:15, 9:30, twice at lO:OO, and finally at 11:30. During an instantiation of an MS the execution of additional SET ALARM statements can add new times for the alarm to be signaled without affecting the times that are already set.
When the alarm is signaled, a common model action is to change the values of some attributes. Often the values the attributes should assume when the alarm is eventually signaled depend on the state of the model when the alarm is set. To provide for this in the model specification, the SET ALARM statement may have an argument list. If so, it consists of one or more expressions that are evaluated when the signal is set; these values are saved and then used to assign values to attributes when the alarm is signaled.
Each alarm name that occurs in a SET ALARM statement should also occur in at least one WHEN ALARM( ( alarm name expression )
[ ( ( parameter list ) ) ] ) condition; otherwise, there can be no response to the alarm. The WHEN ALARM condition is Boolean-valued and is false except at an instant of time the alarm is to be signaled. The WHEN ALARM condition cannot occur as an element in a compound condition expression; it must be the only term in the expression, (For contrast, see the AFTER ALARM condition described below.) As an example, if the statement "SET ALARM( machine-failure, 250 )" has been executed during an instantiation of an MS and no other alarms for the name have been set, the condition "WHEN ALARM( machine-failure )" has the value "false" until 250 units of time have passed. The condition becomes "true" during the instant when 250 units of time have passed and "false" in the next instant (unless the alarm has also been set for that time by some other model action). The parameter list should match that of any corresponding WHEN ALARM action. An alarm name expression of the form "WHEN ALARM( ( alarm name 1 ) & NOT ( alarm name 2 ) )" can be used to handle the concurrent scheduling of two alarms. For example, in a queueing system simulation we may require that end-service alarms be processed before arrival alarms if they are scheduled for the same instant. The WHEN ALARM condition for the arrival might take the form "WHEN ALARM( arrival & NOT end-service)." In any instant for which both an arrival and an end-service alarm have been set, this condition will be "true" in the same instant as the end-service alarm, but only after it has been processed.
Model behavior is sometimes more simply described if the model is allowed to tentatively schedule future actions but later cancel them if necessary. This ability to cancel an alarm once it has been set is not a mandatory feature of a model specification language, but it can simplify some model specifications. The cancel statement has the syntax CANCEL ALARM ( ( alarm name ) [, ( alarm identifer ) ] ).
If an alarm which can be simultaneously set for several different values of time (or several times for the same value) is to be canceled, the proper alarm to be canceled must be identified; this is the purpose of the alarm identifier. How the proper alarm is identified is not of particular interest here and is not prescribed; it could be identified in terms of values of the arguments for the SET ALARM statement, the alarm time, or the relative position in the alarms that are set.
Some model specifications are more easily generated if conditions that depend on the value of system time and other model attributes are allowed, that is, if a compound condition of the form
is permitted. While the AFTER ALARM statement is similar to the WHEN ALARM statement, it differs in the following respect. Rather than having the value "true" only at the instant in time that the alarm is to be signaled, it remains "true" until its associated Boolean expression has also become "true." This constitutes a second sequencing primitive, one that when signaled 2.3.5 Termination of an Instantiation continues to "alarm" until some additional condition is Some mechanism must exist to terminate an instantiamet. Although this statement can be implemented in tion once termination conditions are met. The terminaterms of the WHEN ALARM statement and an addition action could be as simple as halting execution of tional attribute used as a Boolean flag, we include both the simulation program; it could be more sophisticated statements in order to incorporate concepts fundamento support the design of the simulation experiment by tal to the sim,ulation task and those that can simplify reinitializing the model for another execution. While model specifications. The Boolean expression can conthe utility for these types of actions is recognized they tain additional AFTER ALARM elements or Boolean are not developed here. The statement is represented expressions in model attributes.
here as STOP. The WHEN ALARM expression never occurs as an element in a Icompound expression; it describes model actions that are strictly determined by the value of system time. Any condition consisting of a WHEN ALARM expression is a determined condition. The AFTER ALARM expression must occur in a compound condition expression and it describes actions that depend on both system t:ime and other attributes. Such a condition is called a mixed condition. If a condition contains neither a WHEN ALARM nor an AFTER ALARM element, it is a contingent condition. For the analyses in which we are interested, it is useful to treat the initialization as both determined and contingent.
Incomplete Specifications
Since a primary objective is early analysis, a model specification may contain components whose specifications are not yet complete. If the attributes to which the component is expected to respond or which the component is expected to alter are identified by the modeler, then many types of model diagnosis can still be performed. In addition, as the specification becomes more complete, the refinement can be checked against the earlier specification for consistency.
Additional Primitives
After their iassociated alarm has been set, the Boolean value of the determined conditions is based only on the attribute system time. Contingent conditions are based on attributes other than system time: mixed conditions are based on s.ystem time and some additional attributes.
Many model specifications can be simplified by the use of additional constructs such as looping structures to repeat actions and additional data structures such as sets and queues. Additional primitives are required to provide these constructs, but we choose not to expand the development in this way. Additional constructs are used freely in the examples in this article whenever useful, provided their meaning is unambiguous and the input and output attributes are clearly identifiable.
Object Generation
Two commands are defined to control the existence of model objects. They have syntax:
CREATE( ( object type ) [, ( object identifier ) ] ) and DESTROY( ( object type ) [, ( object identifier ) ] )
with the obvious meanings. The creation of an object is actually the creation of a set of attributes that can be used to affect future model behavior. If multiple instances of an object type can exist simultaneously, some mechanism must exist to uniquely identify individual instances of objects and object attributes when necessary. This is the purpose of the optional object identifier argument in these two primitives. As before, the mechanism for object identification is not prescribed.
Enviromnent Communication
The fourth primitive required for model specification provides a mechanism for the model to produce output to report its activity. Although an output statement is a necessary part of a model specification language, the execution of such a statement during an instantitation cannot affect future model behavior during an instantiation; it serves a communicative rather than a control function.
A summary of these primitives is presented in Table 1 which gives the syntax and summarizes the function of each primitive. Note that we use Pascal syntax for comments.
Condition Specification Definition
A model specification language for discrete event simulation models based on the above primitives can now be defined. A condition specification (CS) of a model consists of three components:
1. An interface specification that identifies the input and output attributes for the model by name, data type, and communication type. The communication type for each attribute in the specification must be input, or output. Any CS must include at least one output attribute. 2. A specification of model dynamics, composed of a. a set of object specifications. Each specification consists of a name for an object type and a list of attributes associated with each object of this type. A range must also be specified for each attribute. The set of object definitions must include the special object environment, which has at least one attribute, system time. Model inputs, if any, are associated with the environment object; that is, they are attributes of the environment object. b. a set of ordered pairs called the transition specification. Each element in this set is called a condition action pair [CAP) and consists of a condition and an action. This set must include two special pairs, one called the initialization pair with the condition initialization, and a second called the termination pair. The condition initialization is true only at the start of an instantiation, before the first value change of system time. The termination condition describes the conditions under which an instantiation is to be terminated and the actions to be taken on termination.
3. A report specification of the data that are to be produced as a result of an instantiation. The form of this specification is not prescribed; it could use the CAPS as defined above. Other specification techniques might be more desirable depending on the complexity of the data collection and computation process.
The condition is a Boolean expression composed of standard operators, model attributes, and the special sequencing primitives WHEN ALARM and AFTER ALARM. The actions are composed of the primitives in Section 2.3.
In interpreting a CS, each CAP is to be treated as a "while" structure rather than an "if" struture. The difference is this: as an "if" the actions of the CAP would occur exactly once when the condition is met; as a "while" the actions repeat until the condition is no longer met.
Condition Specification Structure
Much of the syntax for a CS is of little general interest. We only define a concrete syntax for part of a CS in order to present a complete example. A CS consists of two parts: a description of the interface between the model and its environment (that is, the boundary and the report specifications) and a specification of the objects contained in the model and their dynamics. We are much more interested in the model dynamics than in the communication interface. For this reason we define a syntax for object and transition specifications only. A complete example which illustrates possible interface and report specification forms is presented in Section 3.
Object Specification
Each object specification consists of a set of object descriptions. Each object description is composed of an object name and a set of attribute names. Each attribute name has an associated attribute type. Standard conventions for valid object and attribute naming are used in these examples. Also, attribute typing will be similar to that used in Pascal: integer, real, text, Boolean, or a list of values that the attribute can assume. The special attribute type time-based signal is used to indicate a sequencing attribute.
Although significantly more robust conventions for object and attribute specifications can be developed, these are sufficient for the example presented here. See [9] for the conventions used in Simula or [5] for those used in Simscript.
Transition Specification
As defined above, the transition specification consists of a set of ordered pairs, called condition action pairs (CAPS); each pair is composed of a condition and an action. For convenience the transition specification may also include a set of functions to simplify expressions in the conditions and actions. The semantics of a CAP are straightforward: Whenever the condition is "true" during an instantiation of the CS, the associated actions are to occur. Since it is possible for several conditions to be "true" simultaneously, the actions are considered to occur simultaneously. This representational form is similar to the production rule organization of knowledge-based systems [37 (pp. [23] [24] [25] [26] [27] [28] [29] [30] [31] [32] [33] ].
EXAMPLE
A detailed ex.ample is presented in this section. The example is the classical machine repairman model used in studies by Nance [31, 341 and is from [8, 451.
System Description
A single repairman services a group of n identical semiautomatic machines. Each machine requires service randomly, based on a Poisson distribution with mean X. The repairman starts in an idle location and, when one or more machines requires service, the repairman trav., els to the closest machine needing service. Service time for a machine follows a negative exponential distribution with mean 1. After completing service for a machine, the repairman travels to the closest machine needing service or to the idle location to await the nexi service request. The closest machine is determined by shortest travel time. Travel time between any two machines or between the idle location and a machine is functionally determined.
Objective
The objective of the simulation is to provide estimates of the average percentage of uptime for each of the machines.
Specifications
In this example, we assume that an execution is to terminate when a specified number of repairs, defined The interface specification for the machine repairman model is presented in Figure 3 . In this example, four values must be provided for the model. The model in turn produces two values. The model objects, along with the attributes of each object, are listed in Figure 4 .
In the transition specification of Figures 5 and 6 , each CAP is named in a comment to facilitate discussion. We describe a few of the CAPS in Figure 5 briefly. At model initialization, all run-time parameters are read, all model objects are created, some model attributes are initialized, and an initial failure is scheduled for each machine (initialization CAP). An instantiation is to terminate after a specified number of repairs (termination CAP). When the repairman finishes repairing a machine (end repair CAP), the next failure for the machine is scheduled, attributes are changed to show that the machine is working, the repairman is shown as available, and the repair count is incremented. These actions will cause either the condition for the "travel to idle" or the "travel to facility" CAP to become true. If it is the "travel to facility" condition, a function is called to determine the closest failed facility, an arrival at that facility is scheduled, and the repairman's status is changed. Interpretations of the other CAPS are similar.
All functions referenced in Figure 5 are partially defined in Figure 6 . For brevity, the parameters for these functions are declared, but their code is not included.
In Figure 7 , part of a report specification is presented. The approach in this example is to have each instantiation create a record of its actions that can be analyzed on model termination. The structure of the report specification reflects this. Figure 7 describes the actions to be taken during execution of an instantiation. The concept of a monitored variable used in this specification is from Simscript [5] : Every time the value of the monitored variable is altered, the associated action is to occur. A separa1.e program can analyze the data produced by an instantiation, producing desired reports. 4 . UTILITY 1OF APPROACH
The areas of c:ontribution of the CS approach include its support of additional development of simulation theory and its assisl:ance in constructing discrete event simulation models. Due to length considerations, these abilities are only summarized here; a more complete development can be found on [43:]. The CS approach assists in the construction of discrete event model specifications by supporting several types of diagnosis. The list presented here is not complete since description of several of the possible analyses requires additional definitions. If the model specification is decomposed into components (such as the different world view aggregates of events, activities, or processes), documentation of interactions among components can be generated automatically. l Tentative complexity measures can be applied to alternate decompositions to indicate which best simplifies the model specification.
Many of these diagnostics can be performed on partial model specifications as the specifications are being developed, thus assisting in the development of the specifications. See [44] for a discussion of some diagnostics which can be based on a CS. Work is currently underway at Virginia Tech to embed these analysis tools in a prototype model development environment so that a more meanmgful appraisal of their support can be made.
In [43 (pp. 250-257, 269-272)], several results that show that no general analysis procedures can be constructed for a number of important specification properties are proved. To indicate the flavor of these results, we list some here, with informal definitions of the terms involved. For example, no general procedures can be developed to show that a CS is: finite (that is, the termination condition will always be met); ambiguous (that is, if two nonequivalent implementations are possible); complete (that is, no execution can get into a state not described in the CS); connected (that is, the CS does not consist of several independent systems).
In [43 (pp. 188-245)], it is also shown that any CS can be transformed into a model specification in any of the three traditional world views, event scheduling, activity scanning, or process interaction (see [13 (pp. 26-44) ] for a discussion of these world views). The transformations utilize the ability of each world view to make use of different contextual information in simplifying a model specification. Results which indicate a symmetry of representational power between the event scheduling and activity scanning world views are proved.
SUMMARY
The definition of another language for model specifications (MSs) is based on our desire to introduce an intermediate form between a conceptual model (the model as it exists in the mind of the modeler) and an implementation of that conceptual model. A model implementation, even using a simulation programming language, often includes features either to accommodate the programming language used or code for particular implementation techniques, both of which may obscure the conceptual model being implemented. Production of a "correct" implementation is made difficult by the wide gulf separating a complex conceptual model from an implementation of that model in a particular programming language.
To be useful, an MS should support (1) error detection (even of partially specified models), (2) analysis to assist in implementation, and (3) automated production. of some types of useful documentation. An MS should be broad in scope, at least as broad as current simulation programming languages such as Simula or Simscript, and place few constraints on implementation techniques such as time flow mechanisms or the world view in the choice of programming languages.
We assert that the CS language presented here exhibits each of these properties, at least to some degree. While motivated by the pragmatic concerns for more efficient and effective model development, the CS rests on a growing foundation that contributes to a theory that is both instructive (guides in the "how to build models") and descriptive (explains relationships among model components). We recognize that a proper evaluation of the language requires the implementation of a variety of nontrivial models. We are currently engaged in such a process and look forward to reporting the results of these experiments.
