Along with the wide application of mass spectrometry in proteomics, more and more mass spectrometry data are becoming publicly available. Several public mass spectrometry data repositories have been built on the Internet. However, most of these repositories are devoid of effective searching methods. In this paper we describe a new mass spectrometry data library, and a novel method to efficiently index and search in the library for spectra that are similar to a query spectrum. A public online server have been set up and demonstrated outstanding speed and scalability of our methods.
INTRODUCTION
Mass spectrometry has become the standard highthroughput method for protein identification, and more recently, for protein quantification 1, 2 . In a typical protein identification experiment using mass spectrometry, proteins are enzymatically digested to peptides, and the tandem mass (MS/MS) spectra of the peptides are measured using a tandem mass spectrometer. The limitation of the current experiment procedure results in spectra that are difficult to interpret due to poor fragmentation and contaminations from chemical noise. Many software programs have been developed to identify the sequence of a peptide from its MS/MS spectrum. All these programs more or less depend on a model to predict a theoretical spectrum of a given peptide sequence. By using either a search in a protein database, or by constructing a sequence from scratch, a peptide that gives the best match between the predicted and the experimental spectra is deduced. The approach using a protein database is referred to as database search [3] [4] [5] [6] , and the construction from scratch is called de novo sequencing 7, 8 .
The prediction of the theoretical spectrum is a difficult task, partially because the mobile proton model 9 for the peptide fragmentation is not a quantitative model. Limited success was achieved in predicting the theoretical spectrum on a specific mass spectrometer type with a fixed parameter setting 10 .
However, in order to do the data analysis in a highthroughput manner, most of the software programs use over-simplified models. Normally these programs expect good y-ion series and/or b-ion series to be observed in order to confidently identify the peptide sequence. This creates the following situation. Some peptides with certain sequences do not produce good y-ion or b-ion series and therefore cannot be confidently identified by high-throughput experiments and software. The imperfect spectra are often due to the inherent nature of the peptides. That is, very similar spectra will be produced if the experiment is repeated under similar conditions. In a typical dataset, these imperfect spectra are mixed together with other low-quality spectra that are contaminated by chemical noise. This further complicates the data interpretation. According to our experience and the literature 11 , a typical MS/MS dataset can contain as many as 80% of tandem mass spectra that are not characterized by current software. In spectrometry analysis there have been another approach for spectrum interpretation, which matches the spectrum with a library of confidently characterized spectra (called Annotated Spectrum Library). Such an approach does not need to predict the spectrum from a peptide sequence and can potentially interpret more spectra with higher confidence. However, the huge number of possible peptide sequences and the lack of an efficient matching method make this approach computationally expensive for peptide identification. X! Hunter 12 is the only search engine that adopted this approach in peptide identification. By limiting the search in only the consensus spectra of confidently identified peptides of certain organisms, X! Hunter managed to perform the search relatively efficiently. In this paper we propose to extend this Annotated Spectrum Library approach a step further. We compare a spectrum with all of the publicly-available spectra, annotated or not, and find the similar spectra. This makes the computation even more expensive, but has the advantages as discussed below.
Two situations may arise when matches are found:
(1) There are one or more previously-characterized spectra that match the current one. The current spectrum can use the previous characterization. This is the same as the Annotated Spectrum Library approach. Note that the previous characterization might have been done under a better experimental condition (such as a simpler protein mixture, more abundant sample, or better instrument). (2) There are several uncharacterized spectra that match the current one. This implies that these spectra are unlikely random noises and deserve further examination by more optimized experiments or more extensive computation. In addition, because the MS/MS spectra of the same peptide on different instruments may produce slightly different spectra, the combination of these similar but not identical spectra (and their associated information such as organisms and experimental conditions) will reveal more information about the peptide than any single spectrum would. As a result, the chance of successful peptide identification will be greatly increased.
Clearly, this strategy comes with the price of increased computational complexity. A method based on locality sensitive hashing was proposed to speed up the matching 13 . The method first clusters the database spectra into clusters according locality sensitive hashing. Then a query spectrum is compared only with the clusters that are "neighbors" of the query spectrum. This avoided the one-against-all comparison between the query spectrum and the database. The method provides good trade off between the sensitivity and the speed of the search. However, this method is complicated and the 100 times theoretical speed up factor claimed in the paper would be diminished when implemented in a real system. In this paper we propose a new algorithm for speeding up the spectrum matching in a large MS/MS database, based on a novel "thumbnail" idea. The method is simple and easy to implement. Written in Java, our algorithm achieves an average matching speed of comparing one million pairs of spectra per second on a single CPU. When the precursor ion mass of an MS/MS spectrum is known (which is usually the case in peptide identification), we can use the precursor ion mass to pre-select the database spectra for the matching. Depending on the mass accuracy of the data, this further improves the speed by hundreds to thousands of times, resulting in a final speed of searching one spectrum in 10 8 -10 10 spectra per second. We believe such a speed should be sufficient for most applications nowadays. Our method is also very memory-friendly: the index of each spectrum requires only 8 bytes in the main memory. This drastically reduces the memory usage, because keeping a spectrum in memory will usually require thousands of bytes. The method can also be easily parallelized. All these properties enables the inexpensive implementation of a real system. In the past several years, more and more mass spectrometry data have been made publicly available. Among many available mass spectrometry data repositories, some popular ones are Open Proteomics Database 14 , Peptide Atlas [15] [16] [17] , and Sashimi Repository 18 . They provide great testing data for the research of new data analysis software. However, none of these data repositories supports efficient searching of similar spectra. This makes the repositories to be no much more than well-organized FTP sites, and the data in them are not fully utilized in the analysis of a newly measured dataset. In this paper we introduce our new public mass spectrometry data library. Equipped with our efficient searching method, the library allows the user to query with an MS/MS spectrum and efficiently retrieve all the similar spectra (together with their annotations if there are any) in the library. Our efficient searching method can also be used without a spectrum database. The method can be used to cluster similar spectra in one or a few datasets together. This not only speeds up the subsequent data analysis by removing redundancies, but also improves the peptide identification confidence by gathering information from different MS/MS scans together (possibly from repeated experiments under slightly different conditions).
The rest of the paper is organized as follows: Section 2 defines the mass spectrometry terms used in the paper. All definitions are standard and can be skipped by a reader who is familiar with this area. Section 3 introduces our fast searching algorithm. Section 4 introduces the implementation of the public data library. The speed and the sensitivity of our searching method is demonstrated in Section 5.
TERMS AND NOTATIONS
An MS/MS spectrum of a peptide contains a list of peaks. Each signal peak is caused by some fragment ions of the peptide, and can be encoded with two real values: the m/z value of the peak represents the mass to charge ratio of the fragment ions, and the intensity value of the peak indicating the abundance of the fragment ions. There are different types of fragment ions for a peptide, where the most important ones are the y-ions and b-ions. The precursor mass of a spectrum is the mass of the whole peptide. The mass unit for m/z and precursor mass is dalton. Peptides are obtained by digesting proteins using enzymes and the most commonly used enzyme is trypsin. The resulting peptides using trypsin are called tryptic peptides and typical tryptic peptides range from 500 to 3000 daltons. A mass spectrometer measures m/z and precursor mass with small errors. For this reason mass errors are allowed in spectrum matching. The maximum error allowed for matching two m/z values is called the mass error tolerance. Typical mass error tolerance ranges from ±0.01 dalton to ±1 dalton depending on the types of the spectrometer.
SEARCHING METHOD
The main idea of our searching method is an efficient filtration that efficiently rejects the apparently unmatched spectra and keeps only the possible matches for further examination using more time-consuming but more accurate criteria. This filtering method is a common practice to speed up approximate pattern matching. A good filtration method should reject as many false matches as possible (to maximize the selectivity), while keeping as many true matches as possible (to maximize the sensitivity).
Our searching method consists of the following steps: First, the database spectra are preprocessed and the major peaks of each spectrum are stored in a relational database. Then a "thumbnail" is computed for each spectrum and put in a computer's main memory. For each spectrum, this thumbnail is a 64-bit integer. The filtration is done using this 64-bit integer. Lastly, the spectra passing the filtration will be retrieved from the relational database for examination using a more accurate scoring function, and outputs are generated.
These steps are described in more details in the following subsections.
Spectrum Preparation
For each spectrum in the library, data preprocessing is needed to prepare the spectrum for the fast match-ing. First, due to the random measurement error of the instrument, multiple copies of the identical ion can cause a cluster of adjacent peaks with very small difference in their m/z values. These adjacent peaks need to be centroided together to form only one peak. Any standard centroiding method can be used in this step.
After centroiding, each spectrum can still possibly contain hundreds to thousands of peaks. A large portion of these peaks are very weak and should be regarded as noise. Keeping them in the comparison will not only reduce the speed, but also add errors to the scoring function for comparing two spectra. For a typical tryptic peptide of length 15, there are only 28 y-ions and b-ions that are the most useful for peptide identification. Therefore, for the purpose of spectrum comparison, it is safe to only examine the strongest 50 peaks of each centroided spectrum. In our method, the strongest 50 peaks of each centroided spectrum are selected and added into a relational database as a BLOB for fast retrieval. This greatly reduces the spectrum complexity with only negligible loss in the accuracy of the scoring function.
Thumbnail of a Spectrum and Rapid Filtration
We propose here a novel "thumbnail" idea for fast filtration. Basically, a thumbnail of a spectrum is a bit array where each bit indicates whether the spectrum contains a strong peak at some given mass value. Then the comparing of two spectra can be done in a rapid way by a bitwise-and operation on their thumbnail, and counting the number of 1s in the result. More precisely, let [0, 
In a computer, h(S) can be equivalently represented by a length-K bit array T such that T [i] = 1 if and only if i ∈ h(S). We will sometimes call T as the thumbnail of S too. 
Proof. Because S 1 has at most m peaks, |h(S 1 )| ≤ m. For any x ∈ mz(S 2 ), the probability that h(x) ∈ h(S 1 ) is therefore at most p = m/K. The expected number of peaks from S 2 that are mapped into h(S 1 ) is then at most mp = m 2 /K. By using
Chernoff's bound 19 straightforwardly,
is a monotonically decreasing function that approaches 0 rapidly when δ increases. according to Lemma 3.1. We note that the bound given in Lemma 3.1 is not tight and the real probability is much lower than this. This suggests that we can use the size of h(S 1 ) ∩ h(S 2 ), i.e., the intersection of the thumbnails of the query spectrum and the database spectrum, to filter out the random spectra. In order to be useful, this filter should not reject the correct matches. This is guaranteed by Lemma 3.2.
Lemma 3.2.
Let h be a hash function. Let S 1 and S 2 be two length-m spectra. Suppose S 2 is such that |mz(S 1 ) ∩ mz(S 2 )| = n, and the hash function h is independent to S 1 and S 2 . Then for any δ > 0,
Proof. Denote X = mz(S 1 ) ∩ mz(S 2 ). Then |X| = n and the number of possible mappings from X to [0. Hence, the total number of possible mappings that satisfies |h(S 1 ) ∩ h(S 2 )| ≤ t is upper bounded by
The inequation (3) is true because of Stirling's formula 20 .
From (2) it is clear that when t is much smaller than n and K larger than n, the probability becomes very small. For example, when m = 20, K = 128, and t = 12 as before and n = 19, P r(|h(S 1 )∩h(S 2 )| ≤ t) ≤ 1.2×10 −3 according to (1) .
Again, the bound proved in Lemma 3.2 is not tight and the real probability is much lower than this. From the above two examples, we can see that by choosing a right threshold t for the size of the intersection thumbnail, Lemma 3.1 guarantees that a random S 2 can be rejected by the threshold with high probability; whereas Lemma 3.2 guarantees that a spectrum S 2 similar to S 1 can pass the threshold with high probability.
In our implementation of this filtering method, we use m = 20, K = 64, and t = 12. Given a query spectrum S 1 , a spectrum S 2 passes the filtration if and only if h(S 1 ) ∩ h(S 2 ) contains more than t elements. By randomly sampling one million spectrum pairs, the probability that a random spectrum can pass the filtration is estimated and shown in Figure 1 . In particular, when t = 12, this probability is only 0.000166. When m = 20, K = 64, the base-10 logarithm of the probability that a random spectrum passes the filtration with threshold t. The x axis is the threshold. The y axis is the probability in logarithmic scale.
For a spectrum S 2 such that |mz(S 1 )∩mz(S 2 )| = n, the sensitivity of the filtration, i.e., the probability that S 2 can pass the filtration is also estimated by random sampling and given in Figure 2 . In the discussion above, we assumed h to be a perfect hashing function. However, in reality we must consider the mass error tolerance. That is, two m/z values x ∈ mz(S 1 ) and y ∈ mz(S 2 ) match if |x − y| ≤ ∆ for a predefined ∆. To allow such m/z values to be mapped together by h, we require are likely to be equal and therefore give the same hash value. In addition, if a value x is such that x/(k × ∆) = (x − ∆)/(k × ∆) + 1, we add both x/(k × ∆) and (x − ∆)/(k × ∆) into the thumbnail to further increase the sensitivity of the filtration. This change has a little affect to the selectivity as we will see in Section 5.
When K = 64, a thumbnail can be encoded with a 64-bit long int type. On a 64-bit computer, the intersection of two thumbnails can then be done by a single bitwise-and operation. The size of a thumbnail can be done by counting the number of 1s in the long integer, which can be done either by some very efficient programs a or by a single CPU instruction if such operation is supported by the CPU. In our system, a spectrum is considered to be divided into 64 segments, and the highest 20 segments of each spectrum are used to compute the thumbnail of the spectrum. The thumbnails of all the spectra in the database are pre-computed and loaded into the main memory of the computing servers. This requires 8N bytes of main memory if there are N spectra. When a search is performed, the thumbnail of the query spectrum is computed using the same hash function and then compared with each thumbnail using the above mentioned fast operations. Only those passing the filtration are further compared using the more accurate measurement described in the following subsection.
Spectrum Similarity
Once a spectrum passes the filtration, the strongest 50 peaks of the spectrum stored in the relational database are retrieved and compared against the strongest 50 peaks of the query spectrum. A similarity score is calculated as follows.
Let (x i , h i ) be a peak with m/z value x i and intensity h 1 ), . . . , (x m , h m ) . We assume the peaks in each spectrum are sorted in ascending order according to the m/z values. The peaks in the two spectra are compared using a merge-sort type of procedure to find all the pairs of peaks such that
where ∆ is the mass error tolerance. Then the similarity score of the two spectra can be defined as
According to our experience, many low-quality spectra in the library often contain one or few very strong peaks. If the above formula is used, then two spectra that share one strong peak may become very similar, despite the fact that their other peaks do not match each other. To reduce this risk, we convert the intensity of each peak to the logarithm of the intensity before the calculation given above.
THE DATABASE SYSTEM
We have implemented the search method mentioned above in Java, together with a public spectra database server that allows public users to deposit data to the database and search for similar spectra in the database.
The system is called MSDash and available online at http://ala.bin.csd.uwo.ca:8080/msdash.
The system consists a web server, a database sever and ten computing servers. Each sever has a single-core AMD Opteron CPU. The web server runs Apache Tomcat and the database server uses MySQL. As soon as the user submit the query MS data file, the web server will forward the task to the computing servers. After the computing servers finish the matching process, the matched list of mass spectra will be transferred back to the web server and displayed to the user.
Currently, some publicly available data downloaded from the Open Protein Database 14 and the Sashimi data repository 18 have been added to the database as test data. These include about 3.3 million tandem mass spectra. The raw data are stored in mzXML format on the hard drives of the servers. Fifty strongest peaks of each spectrum are stored in the MySQL database. And the twenty strongest peaks of each spectrum are used to generate a thumbnail and all of the thumbnails are loaded in the main memory of the computing servers. Figure 3 shows the average searching time for one spectrum with unknown precursor mass in our spectra database, at different database size using 10 CPUs. Clearly the searching time grows linearly to the size of the database, indicating the excellent scalability of our system. The time does not approach zero when the database size approaches zero. This is because of the overhead due to network communication for query submission and result display. Besides the overhead, the average search speed (indicated by the slope of the line) is approximately 10 million matches per second on 10 CPUs, i.e., 1 million matches per second on one CPU. In our experiment testing for speed, we assumed that the precursor ion mass of a spectrum is unknown. Therefore, the query spectrum needs to be compared with every spectrum in the database. However, when the precursor ion mass is known, one only needs to compare it with the spectra in the database with similar precursor ion mass. So that the query spectrum only needs to match 10 −2 to 10
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of the database spectra depending on the precursor ion mass error tolerance. If this precursor filtration option is selected by the user, our system can search one query spectrum in a database with 10 8 to 10 10 spectra per second on a single CPU. The thumbnail filtration contributed significantly to the speed of our system. Using our default threshold t = 12, Figure 4 shows the percentage of remaining spectra after the filtration. The figure shows that only 0.14% of the spectra in the database can pass the filtration and need further examination by the more time-consuming similarity function defined in Section 3.3 b . We note that because the hash function we use in the real system is not a perfect hash function and needs to be modified as described in Section 3.2, this percentage is higher than the estimation with simulation in Figure 1 . Figure 5 shows the average query time for searching real spectra according to different values of the threshold parameter t and the total number of spectra in the database is approximate 3.3 million. From Figure 5 , we can find that the average speed per query is improved dramatically when the value of the threshold t is increased. Similarly, Figure 6 shows the average percentage of remaining spectra after the filtration with different threshold t and the same database size. The figure shows that the sensitivity is dropping quickly when the threshold t is increased. Clearly the threshold t can be used to control the trade-off between the speed and the sensitivity of the query. In our system, the default threshold t is 12, but the user can change this value. The recommended value for the threshold t is from 11 to 13. In the following part we will examine the sensitivity when t = 12. To test the sensitivity of our system, we selected 100 spectra from the database and randomly modified each of them 10 times. Then the modified spectra are searched in the database to see the percentage that the original spectra can be retrieved.
The random modifications are applied on both the intensities of peaks and the m/z values of the peaks. The m/z modification with probability p is done as follows: for each peak in the query spectrum, with probability p, the m/z value of the peak is replaced with another random value. The intensity modification with error range ±x% is done as follows: for each peak in the query spectrum, add a uniformly random error between −x% to x% to the intensity of the peak. Table 1 shows the sensitivity of our method under different levels of modifications. From the table we can see that our method can find all real matches even if every peak's intensity is modified by up to ±30%, and 5% of the peaks are randomly moved around. Even when 20% of the peaks are randomly moved around, our method still keeps high sensitivity. 
CONCLUSION
Based on a novel spectrum thumbnail concept, we introduced an efficient spectrum searching method.
Comparing to other methods for the similar purpose, our strategy is not only significantly faster, but also much easier to implement. The method achieves a speed of searching one spectrum in one million spectra per second per CPU without knowing the precursor ion mass, or 10 8 to 10 10 spectra per second per CPU if knowing the precursor ion mass. Our searching method has very high sensitivity. We have also implemented a public online server that allows users to deposit data to our database, and search a spectrum in the database. The server is available at http://ala.bin.csd.uwo.ca:8080/msdash.
