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ABSTRAKT
Tato bakalá ská práce se zabývá plánováním cesty vesm rového mobilního robotu pomocí 
algoritmu RRT (Rapidly-exploring Random Tree  Rychle rostoucí náhodný strom). V teoretické ásti
dále popisuje základní algoritmy plánování cesty a prezentuje blisí pohled  na RRT a jeho potenciál.
Praktická  ást  práce  eí  návrh  a  tvorbu  C++  linux aplikace  v  prost edí  Ubuntu  9.10  za  pouití  
aplika ního frameworku Qt 4.6, která implementuje pokro ilý RRT algoritmus s parametrizovatelným 
ei em a dávkovým reimem za ú elem testování efektivnosti nastavení ei e pro dané úlohy.    
ABSTRACT
This thesis deals with path plannig of omnidirectional mobile robot using the RRT algorithm
(Rapidly-exploring Random Tree). Theoretical part also describes basic algorithms of path planning
and presents closer view on RRT and its potential. Practical part deals with designing and creation of
C++  linux  application  in  Ubuntu  9.10  environment  with  Qt  4.6  application  framework,  which
implements advanced RRT algorithm with user-programmable solver and batch mode in order to test
efectivity of solver on given tasks.
KLÍ OVÁ SLOVA
Plánování cesty, mobilní robot, Rychle rostoucí náhodný strom, Qt, C++.
KEYWORDS
Path planning, mobile robot, Rapidly-exploring Random Tree, Qt, C++.
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1 ÚVOD
V  posledních  letech  dochází  s  prudkým  rozvojem  informa ních  technologií  i  k  rozvoji
robotiky a k velkému pokroku v oblasti plánování cesty mobilních robot . V sou asné dob  dokáí  
roboty  eit  problémy  v  mnoha  sloitých  prost edích,  vlastnost  robot  pracovat  v  cizím  nebo  
agresivním  prost edí  otevírá  iroké  monosti  aplikace  robot  a  jejich  náhrady  za  lidskou  práci. 
Plánování cesty se tak uplat uje v mnoha odv tvích, jako nap . pr myslová robotika, automatizace,   
robotická  chirurgie,  automatický  pr zkum  prostoru.  Dalím  významným  uplatn ním  je  oblast 
po íta ové grafiky a animace. 
V oblasti um lé inteligence se pod pojmem  plánování obecn  rozumí vyhledávání sekvence
operací,  která  transformuje  po áte ní  pozici  stavu  (polohy)  objektu  v  prost edí  do  poadovaného  
cílového stavu (polohy). Plánování cesty robotu se zabývá generováním vhodné trajektorie tak, aby se
robot  p i  svém pohybu prostorem po této  trajektorii  nesetkal  s p ekákami.  Dalími souvisejícími 
úlohami s plánováním je zahrnutí  opravných algoritm  pro zefektivn ní navrené trajektorie  nebo 
zohledn ní kinematiky robotu.
Cílem  této  bakalá ské  práce  je  p iblíení  problematiky  hledání  cesty  pro  vesm rového  
mobilního  robotu  pomocí  algoritmu Rychle  rostoucího  náhodného stromu.  Dále  pak  tvorba linux
aplikace v jazyce C++ za pouití aplika ního frameworku Qt 4.6 v prost edí Ubuntu 9.10. Aplikace 
umoní blií poznávání vlastností RRT algoritmu pomocí uivatelem parametrizovatelného ei e a 
dávkového módu pro  opakovaná m ení  a  dalí  zpracování  výstupních  statistických  dat.  Sou ástí 
aplikace bude vhodné grafické uivatelské rozhraní v etn  pohodlného editoru sv ta s moností  
ukládání a na ítání map, volitelným m ítkem vzhledem ke skute nosti, exportem obrázk  a exportem   
výsledk  dávkového módu v podob  grafu a souboru s tabulkou hodnot a významnými statistickými 
hodnotami.
V  práci  jsou  vysv tleny  základní  pojmy  nutné  k  pochopení  zadaného  tématu,  p iblíena 
problematika plánování cesty.  Následuje popis a rozd lení základních algoritm  plánování cest. Zde 
jsou p edstaveny z oblasti informovaného hledání cesty metody rastrové a dekompozi ní, metody map 
cest  nebo  pravd podobnostní.  Z  oblasti  neinformovaného  hledání  cesty  pak  práce  popisuje
Bug algoritmy.  Na  dalích  stranách  je  tená  podrobn  informován o  samotném  algoritmu  RRT,  
o variantách  jeho  provedení  (jedno-,  dvou-  a  p ípadn  i  více  stromové  struktu e),  monostech  a  
p íkladech  vyuití.   Následuje  popis  funkcí  a  ovládání  linux  aplikace  RRT  Explorer,  popis
implementace vytvo eného  software  a  v  neposlední  ad  také záv ry  m ení  vybraných nastavení    
ei e. 
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2 ZÁKLADNÍ POJMY
Tato  kapitola  definuje,  p ípadn  blíe  p edstavuje  pro  tená e  pojmy:       robot,  p ekáka ,
plánování cesty a reprezentace prost edí .
2.1 Robot
Robot  je  stroj  pracující  s  ur itou  mírou  samostatnosti,  vykonávající  ur ené  úkoly,  a 
to p edepsaným zp sobem a p i r zných mírách pot eby interakce s okolním sv tem a se zadavatelem.     
Robot je schopen své okolí vnímat pomocí senzor ,  zasahovat do n j, p ípadn  si  o n m vytvá et     
vlastní p edstavu, model. [1]
Roboty dle jejich schopnosti p emis ovat d líme na:  
 stacionární  roboty   nemohou  se  pohybovat  z  místa  na  místo.  V tinou  pr myslové 
manipulátory (ramena, která zaji ují polohování uchopeného p edm tu ve 3D prostoru).  
 mobilní roboty  mohou se p emis ovat v prostoru. Dále je m eme (z hlediska autonomie)  
rozd lit na dv  skupiny: 
 ízené dálkov   pohybují  se  a  pracují  na základ  instrukcí  operátora,  mnohdy nejsou
vybaveny prakticky ádnou inteligencí.
 autonomní  pohybují  se na základ  autonomních  algoritm  plánování cesty a  k práci 
asto vyuívají prvky um lé inteligence. V tinu úkol  zvládají bez pomoci lov ka.     
Tato práce se bude zabývat aplikací  pro mobilní  autonomní roboty,  konkrétn  plánováním
cesty ve 2D prost edí. Stacionární roboty obvykle vyadují plánování ve 3D (polohování ramene).
2.2 P ekáka
P ekáka p edstavuje  objekt  reálného prost edí,  který  omezuje  sm r pop .  zp sob pohybu     
robotu.  Zobrazení p ekáky je závislé na modelu prost edí.  Ve spojitém modelu jsou polygoniální 
p ekáky reprezentovány vrcholy a hranami, nepolygoniální  p ekáky mohou být  popsány pomocí 
k ivek. V diskrétním modelu je p ekáka reprezentována jednou nebo více elementárními bu kami  
modelu.
Obr. 1 Reprezentace p ekáky v diskrétním modelu (vlevo) a spojitém modelu (vpravo).
2.3 Plánování cesty
Klí ovou  úlohou,  kterou  eíme  v  souvislosti  s  autonomními  roboty,  je  jejich  pohyb 
v prostoru.  Cílem je  schopnost  robotu naplánovat  trasu k zadanému cíli   z místa A na místo B.
V závislosti na prost edí obklopující robot m eme dle [2] metody plánování cesty rozd lit    na:
 Plánování se statickými p ekákami ve známém prost edí. 
 Plánování se statickými p ekákami v neznámém nebo áste n  známém prost edí.    
 Plánování s dynamickými p ekákami ve známém prost edí. 
 Plánování s dynamickými p ekákami v neznámém nebo áste n  známém prost edí.    
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V reálných p íkladech nás dle [3] ve známém prost edí se statickými p ekákami ( astý p ípad    
pro autonomní mobilní roboty a zam ení této práce) zajímají eení následujících problém :  
 Jak se dostat z bodu A do bodu B.
 Jak se vyhnout p ekákám na cest . 
 Jak najít pokud mono nejkratí cestu k cíli.
 Jak najít p íslunou cestu rychle.
Plánování cesty  obvykle za íná tak,  e  robot  obdrí  mapu prostoru  (rozmíst ní  p ekáek)  
spolu s polohou startovního a cílového stavu. Robot pohybující se po této trase, se do cíle m e dostat
mnoha r znými zp soby. Schopnost plánování tak p edstavuje výpo et více i mén  optimální cesty     
k cíli. Optimálnost plánování nej ast ji posuzujeme podle rychlosti výpo tu nebo délky trajektorie.  
2.4 Reprezentace prost edí
Pro dosaení ur ité p esnosti by m l být     model prost edí  pokud mono co nejvíce podobný
reálnému prost edí. P esnosti modelu je ovem úm rná výpo etní náro nost. V praxi je t eba mezi     
poadavky p esnosti modelu prost edí a výpo tové náro nosti problému volit vhodný kompromis.   
Z hlediska dimenzí m e být model prost edí dvourozm rný nebo t írozm rný, v závislosti    
na pohybových schopnostech robotu.
Z hlediska reprezentace m eme prost edí rozd lit na:  
 spojité prost edí   modelem je spojitý prostor, který je velmi podobný reálnému prost edí.
Umo uje p esné zadávání p ekáek bez zjednoduení jejich tvaru. Sm r pohybu robotu není   
nijak omezen. Implementace kvalitního editoru modelu takového prost edí není jednoduchá.
 diskrétní prost edí   modelem m e být graf nebo prostor sloený z jednotlivých bun k. Po et  
bun k se  odvíjí  od poadavku na p esnost  modelu a  velikosti  robotu.  Minimální velikost 
bu ky odpovídá maximálnímu rozm ru robotu.  Dostate n  velký po et bun k zajistí  vyí     
p esnost  a  v rn jí  zobrazení  lenitosti  p ekáek,  ale  p ináí  vyí  výpo etní  náro nost.       
Implementace  editoru  modelu  prost edí  je  jednoduí,  spo ívá  ve  tvere kované  síti  a   
multiselekci jednotlivých polí ek.
Obr. 2 Spojité prost edí s nepolygoniální p ekákou (vlevo) a jemu odpovídající  
diskrétní aproximované prost edí (vpravo) .
Aplikace vyvíjená v rámci této práce pouívá kombinaci obou p ístup   model prost edí je  
zadáván pomocí diskrétní sít , ale plánovací algoritmus se dále pohybuje jako ve spojitém prost edí. 
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Pro  plánování  cesty  mobilního  robotu  existuje  mnoství  metod.  Dle  [4]  se  tyto  metody
v tinou sestávají ze dvou díl ích ástí. První ást je takzvané     p edzpracování (preprocessing) , kdy se
popíe prostor  pomocí grafu  nebo funkce.  Po ní  následuje  dotazovací  ást  (query phase) ,  kdy  ji
probíhá samotné hledání cesty mezi dv ma body.
3.1 Informované hledání cesty
P i informovaném hledání cesty má robot k dispozici kompletní znalost okolního prost edí  
jak informace o p ekákách, tak informace o poloze startu a cíle. Robot nejprve na základ  mapy 
vypo ítá kompletní trasu, po které se posléze za ne pohybovat sm rem k cíli. Jsou moné i p ístupy,   
kdy robot vypo te ást trasy, p esune se o kus blíe cíli a zde zapo ne nový výpo et  do cíle tak    
dosp je po více krocích.
3.1.1 Metody rastrové a dekompozi ní
Plánování  na  m íce    jedná  se  o  aproximativní  metodu,  která  daný  prostor  p evádí
na diskrétní tvar. P esnost a výpo etní  náro nost je odvislá od velikosti bun k diskrétního modelu.   
Aproximativní rozklad prost edí m eme vid t na Obr. 2. Dle [5] je moné aplikovat na problematiku  
plánování na m íce adu algoritm  jako jsou:  
 potenciálová  pole   kadé  bu ce  v  map  je  p i azena  hodnota,  která  se  pouije   
pro rozhodování, kterým sm rem se vydat. Cíli se p i azuje zpravidla hodnota co nejnií a  
startu  naopak  co  nejvyí.  Hodnoty  se  p i azují  nap íklad  pomocí  algoritmu  
záplavového vypl ování  (flood  fill),  viz  Obr.  3.  P i  pohybu  m íkou  se  pak  postupuje 
v sestupném smyslu od nejvyích hodnot po nejnií, p i em bu ky v bezprost edním okolí   
p ekáek mají hodnotu vyí ne jejich vzdálen jí okolí. Tak se robot vyhne p ekákám.  
Obr. 3 M íka s potenciálovým polem po záplavovém vypl ování   [5].
 grafový p ístup   procházení do í ky (breath-first search)   algoritmus d lí bu ky (p ípadn   
vrcholy)  na  t i  kategorie:   nenavtívené  (unvisited)   nemají  p i azenu  vzdálenost, 
ivé (alive)  ji  navtívené  bu ky,  ale  s  nenavtívenými  sousedními  bu kami 
a mrtvé (dead)   navtívené  bu ky  se  vemi  sousedními  také  navtívenými.  Typická
implementace  spo ívá  v  uchovávání  fronty  jet  nezpracovaných  bun k  nebo  vrchol .   
Z fronty se vdy vybere jeden prvek a spolu s ním vechny prvky, do kterých vede hrana a
jsou nenavtívené.
 Dijkstr v algoritmus  (a  jeho modifikace A*,  B*) - pouívá se pro nalezení nejkratí  cesty
na m íce.  Jedinou  modifikací  proti  p edchozímu  eení  je  nahrazení  oby ejné  fronty   
prioritní frontou, která  je  t íd na  dle  vzdálenosti  bun k  (vrchol )  od  cíle.  Algoritmy   
A* [ei sta:]  a  B* [bi:  sta:]  p ináejí  dalí  p ístupy k  t íd ní  fronty  nezpracovaných prvk    
(navíc krom  vzdálenosti od cíle zohled ují také sou et vzdálenosti s ohledem na vzdálenost  
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od  startu  nebo  odhad  vzdálenosti  od  startu).  Algoritmy  jsou  tak  agresivn jí  a  rychleji
konvergují k eení, ovem to ji není vdy nejkratí.
 pseudo-Voronoi diagramy  ne vdy je v praxi pot eba cesty nejkratí. N kdy je poadavkem 
nap íklad  dodrovat  odstup  od  p ekáek.  V  kombinaci  s  procházením  do  í ky  z  kadé  
p ekáky je moné definovat   Voronoi hrany tam, kde se setkají  vlny z r zných p ekáek. 
Mnohem typi t jí aplikací Voronoi diagram  ne je m íka je prost edí sloené z polygon .     
Více o Voronoi diagramech proto naleznete v kapitole 3.1.2 Metody mapy cest.
Obr. 4 Lichob níková dekompozice  [6].
Lichob níková  dekompozice    dekomponuje  prost edí  do  jednoduích
útvar  nep ekrývajících se bun k. Ty p edstavují lichob níky nebo trojúhelníky. Z kadého vrcholu   
mapy jsou (pokud je to moné) vedeny dva vertikální paprsky, dokud nenarazí na p ekáku. Ukázka
takového rozkladu je na Obr. 4. Výsledná cesta se pak hledá z topologického grafu extrahovaného
ze seznamu lichob ník , které jsou mezi po áte ním a cílovým lichob níkem.    
3.1.2 Metody mapy cest (roadmaps)
Tyto metody ze spojité reprezentace prostoru vytvá ejí mapu cest  graf p edstavující volný 
prostor.  Hranami  grafu  jsou  tedy  pr chodné  cesty,  po  kterých  se  robot  m e  voln  pohybovat.  
Pro nalezení výsledné trasy se pak pouívají  algoritmy hledání cesty grafem. Dle [6] mezi metody
mapy cest m eme adit nap íklad:  
 graf viditelnosti  jednoduchá struktura, která umo uje nalézt  nejkratí  cestu mezi dv ma 
body.  Za  vrcholy  grafu  se  vezmou  vrcholy  p ekáek  (polygon )  a  pozice  startu  a  cíle. 
Dva vrcholy  jsou  spojeny  hranou,  pokud  na  sebe  vidí  =  jejich  spojnice  neprochází
p ekákami, viz Obr. 5 vlevo. Rychlost algoritmu pak samoz ejm  závisí na po tu hran.   
 Voronoi diagram  p edstavuje planární graf, geometrickou strukturu v rovin  tvo enou body  
se stejnou vzdáleností od p ekáek. Spojnice t chto bod  vymezují uzav ené nebo otev ené    
oblasti nazvané Voronoiovy bu ky , po jejich hranách (na Obr. 5 vpravo vyzna eny fialovou
bavou) se robot m e pohybovat s jistotou, e si udruje maximální vzdálenost k p ekákám. 
Proces tvorby t chto bun k nazýváme   Voronoi teselací [7].
Obr. 5 Graf viditelnosti (vlevo) a Voronoi diagram s jednou uzav enou
 a ty mi otev enými oblastmi (vpravo)    [6].
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3.1.3 Pravd podobnostní plánování
Tato  oblast  dle  [4]  p edstavuje  plánovací  strategii  zaloenou  na  formalizaci  pomocí
konfigura ního  prostoru   Cspace,  u  kterého  nás  zajímá  po et  parametr  jednozna n  definujících   
pozici/konfiguraci  robotu.  Jedná-li  se  o  rameno,  po et  parametr  je  shodný  s  po tem  kloub .   
U vesm rového mobilního robotu posta í t i parametry (x, y a sm r, paklie omezení vlivem nato ení    
nápravy kol jaké je moné nap . u osobního automobilu neuvaujeme).
Volný  konfigura ní  prostor   Cfree je  pak  prostorem  vech  konfigurací,  které  nekolidují
s p ekákami.  Podmínkou  úsp ného  plánovaní  je  poadavek,  aby  startovní  a  cílová  konfigurace 
náleely  volnému  konfigura nímu  prostoru.  Problém  plánování  zde  p edstavuje  hledání  k ivky  
ve volném konfigura ním prostoru, která umoní provést sekvenci dovolených pohyb . 
V  nejjednoduí  form   pravd podobnostní  plánova  pracuje  ve  dvou  fázích,  nejprve
vygeneruje graf cest (roadmap) a pak hledá cestu grafem. Graf cest  je pravd podobnostní, protoe
vzniká z náhodn  vybíraných konfigurací, u kerých je ov eno, e náleí   Cfree a lze je spojit s ostatními
p ímou  cestou  rovn   náleící    Cfree.  Toto  p idávání  hran  vzniklých  z  vyhovujících  náhodných
konfigurací plánova  opakuje dokud nenapojí hranu vedoucí do cíle. Pro urychlení konvergence k cíli
je vhodné vdy po ur itém po tu iterací vyzkouet napojit p ímo konfiguraci cílovou.  
Obr. 6 RRT  plánování cesty automobilu se zohledn ním
jeho manévrovacích moností [4].
Výhoda  metody  náhodných  vzork  je  patrná  p i  mnohodimenzionálním  konfigura ním  
prostoru,  kdy  pot ebujeme  plánovat  nap .  rameno  manipulátoru  s  5  stupni  volnosti  a  krokovým 
rozliením  1  úhlový  stupe .  P i  rozsahu  pohybu  kloub  120   °  bychom
pot ebovali  1205 = 24883200000 bit  pro uloení vech vzork . Ukládat pouze náhodné vzorky které 
proly procedurou testující p íslunost k  Cfree a testem na nep ítomnost kolize s p ekákou je mnohem 
únosn jí.
Obecným problémem pravd podobnostního plánova e bývá velký po et hran a s tímto faktem  
související  kostrbatost  cesty  vedoucí k cíli.  Proto je  vhodné dále  aplikovat algoritmy vyhlazování
výsledné cesty.
Jak uvádí [8]: Popis Cfree pomocí jediného stromu má vak za následek, e i relativn  blízké
pozice  mohou  být  od  sebe  velmi  vzdáleny,  vedeme-li  cestu  p es  pravd podobnostní  mapu  cest. 
Problém eí   RRT ("Rychle rostoucí nahodné stromy"), kdy pokadé vzniká strom nový s ohledem
na pozici startu a cíle. Tomuto algoritmu se budeme v novat dále v samostatné ( tvrté) kapitole. 
3.2 Neinformované hledání cesty
P i  neinformovaném  hledání  cesty  robot  nemá  k  dispozici  kompletní  znalost  okolního
prost edí.  Informace o p ekákách zcela  chybí, v extrémních p ípadech mohou chyb t i informace   
o pozici startu a cíle. Robot tedy eí obtínou úlohu mapování a lokalizace sou asn , kdy se musí  
pln  spolehnout  na  poznávání  prostoru  pomocí  vlastních  senzor .  Podle  [9]  mezi  nejstarí  a 
nejznám jí metody pracující v neznámém prost edí pat í Bug algoritmy, z nich si m eme uvést:   
 algoritmus Bug1  na vstupu algoritmu je robot s dotykovým senzorem reprezentovaný bodem
v rovin .  Výstupem  pak je  cesta  k  cíli  nebo eení,  e  taková cesta  neexistuje.  Základní 
mylenkou je, e se robot vydá sm rem k cíli dokud nenarazí na p ekáku. V p ípad  kolize   
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robot  t sn  obchází  p ekáku,  dokud op t  nedorazí  do bodu kolize.  Poté nalezne nejlepí   
pozici pro dalí pohyb do cílového místa a z této pozice opoutí bezprost ední okolí p ekáky 
a dále sm uje sm rem k cíli. 
Obr. 7 Algoritmus Bug1 [11].
 algoritmus Bug2  je vylepením p edchozího algoritmu. Také u n j p edpokládáme, e robot  
je bodem v prostoru a je vybaven dotykovým senzorem. Obdobn  jako   Bug1 vyuívá dvou
typ  chování robotu: pohyb prostorem sm rem k cíli a pohyb kolem p ekáky. B hem pohybu   
k cíli se vak robot pohybuje podél úse ky  m vedené od startovní k cílové pozici. V p ípad 
kolize robot objídí p ekáku na libovolnou stranu dokud nedosáhne takového bodu na úse ce 
m, který je blí cíli ne bod kolize.
Obr. 8 Algoritmus Bug2 [11].
 algoritmus  Tangent  Bug  (n kdy uvád n také jako    VisBug, viz [11])  vznikl  vylepením
algoritmu Bug2, kdy robot op t uvaujeme jako bod, tentokrát ale se senzorem s kone ným 
nebo nekone ným dosahem a rozsahem 360 °. Tento senzor je schopen detekovat p ítomnost
p ekáek kolem robotu. Díky této schopnosti, která se projevuje zkrácením trasy, robot objídí
p ekáky  jen  o  tolik,  kolik  je  v  dané  situaci  nutné.  Proto  je  tento  algoritmus  v  praxi
nejpouiteln jí z uvedených Bug algoritm . 
Obr. 9 Algoritmus Tangent Bug se znázorn ným dosahem
 senzoru na dvou vybraných místech [11].
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Rapidly-exploring Random Tree (RRT, rychle rostoucí náhodný strom) je datová struktura a
algoritmus vyvinutý Stevenem M. LaValle a Jamesem Kuffnerem ur ený pro efektivní vyhledávání
v nekonvexních  vysokodimenzionálních  prostorech.  Ve  své  nejjednoduí  podob  je  konstruován
postupem, kdy kadý náhodný vzorek polohy v prostoru je p ipojen k nejbliímu vzorku, který je
sou ástí stromu. [12]
Algoritmus  p ír stkovým  zp sobem  vytvá í  stromovou  strukturu  a  velmi  rychle  pror stá    
prost edím.  S  postupujícími  iteracemi  se  prudce  zkracuje  o ekávaná  vzdálenost  mezi  náhodným 
vzorkem a nejbliím bodem na stromu. RRT je velmi vhodný pro nasazení na problémy plánování
cest, které zahrnují sloité p ekáky a kinematická omezení robotu s mnoha stupni volnosti [13].
Obr. 10 RRT po 45 iteracích (vlevo) a 2345 iteracích (vpravo) [12].
RRT je mono pouít ke tvorb  otev ených trajektorií v nelineárních systémech. Algoritmus 
se  b n  povauje  za  metodu  typu  Monte  Carlo  vyhledávající  ve  velkých  Voronoi  diagramech. 
N které z variant RRT lze povaovat za stochastické fraktály. O algoritmu RRT a plánování pohybu
pomocí  této  metody  velice  podrobn  informuje  [4],  kde  je  demonstrován  potenciál  algoritmu
v po etném mnoství modifikací a aplikací.
Obvykle samotný RRT algoritmus k nalezení optimálního eení nesta í. Bývá asto za len n    
jako díl í sou ást do plánovacích algoritm  itých na míru daným úlohám a prost edím. Je nap . velmi    
ádoucí aplikovat vhodné algoritmy pro vyhlazení trajektorie k vylepení trajektorie nalezené pomocí
Rychle  rostoucích  náhodných strom  nebo  jiná  vylepení  napomáhající  konvergenci  ei e  k  cíli  
(nap . optimalizací výb ru náhodného vzorku  vektoru vzhledem k poloze cíle za pomocí vektorové 
algebry).
4.1 Základní podoba algoritmu
Jak  uvádí [13]  základní  algoritmus pro  konstrukci  RRT bez uvaování  p ekáek  vyaduje
pouze  hustou  mnoinu  stavového prostoru.  Cílem je  dostat  se  co  nejblíe  ke  kadé  konfiguraci
v prostoru, za ínajíc v po áte ní konfiguraci. Algoritmus iterativn  p ipojuje náhodné vzorky       (i) a
nové hrany grafu, které jsou spojnicí náhodného vzorku (i) a nejbliího bodu na stromu G, kterým je
na Obr. 11 vertex qn. Obr. 12 popisuje exploraci algoritmu v pseudokódu dle [4]. Metoda NEAREST
slouí k nalezení nejblií konfigurace vzhledem k náhodnému vzorku na stromu.
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Obr. 11 Kadou novou hranu p edstavuje spojnice mezi vzorkem  (i) a nejblií konfigurací [4].
SIMPLE_RRT (q0)
1. G.init (q0);
2. for i = 1 to k do
3.      G.add_vertex ((i));
4.      qn 	 NEAREST (S(G, (i));
5.      G.add_edge (qn, (i));
Obr. 12 Nejjednoduí podoba RRT algoritmu bez uvaování p ekáek v pseudokódu.
V  p ípadech,  kdy nejblií  konfigurace  (nejblií  bod  na  stromu)   qn leí  n kde  na  v tvi 
stromu a ne na jeho okrajovém uzlu, dojde k rozd lení v tv  na dv  a p idání dvou nových uzl        qn a
(i) spolu s novou hranou (v tví) mezi  qn a (i), jak je patrné z Obr. 13. [4]
Obr. 13 P ipojení náhodného a nového vzorku, rozd lení hrany za situace,  
e nejblií konfigurace neleí na okrajovém uzlu [4].
4.2 Jedno-stromové prohledávání
Pom rn  efektivní plánova  m eme sestavit na uitím algoritmu uvedeném v pseudokódu   
na Obr.  14. Tento postup ji zohled uje p ítomnost p ekáek,  jak m eme vid t  na ádcích  4 a 5.     
Metoda  STOPPING-CONFIGURATION vrací  bod  qs,  který  vznikne  o ezáním spojnice  vzorku  a
nejblií  konfigurace  na  stromu  podle  p ekáky.  Postup  je  patrný  z  Obr.  15.  Aby  byl  hledací
algoritmus opravdu ú inný, je pot eba místo náhodného vzorku   (i) vdy po n kolika iteracích pouít
p ímo koncovou konfiguraci  qg. Po et iterací, po kterých se vdy zkouí napojit do cíle, m e být dán 
pevným  parametrem  nebo  náhodným  faktorem  (kadá  iterace  m e  testovat  náhodu  s  vhodnou
pravd podobností.)
SIMPLE_RRT (q0)
1. G.init (q0);
2. for i = 1 to k do
3.      qn 	 NEAREST  (S,(i));
4.      qs  	 STOPPING-CONFIGURATION (qn, (i));
5.      if  qs   qn then
6.           G.add_vertex ( qs);
7.           G.add_edge (qn, qs);
Obr. 14 RRT algoritmus uvaující p ekáky.
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Obr. 15 V p ípad  p ekáky putuje vzorek    (i) a k hranici p ekáky (bod q s),
 o tuto akci se stará algoritmus detekující kolize [4].
4.3 Balancované dvou-stromové prohledávání
Mnohem lepího  výkonu m eme  dle  [4]  dosáhnout  pouitím dvou  RRT: jednoho,  který
prozkoumává  prostor  z  po áte ní  konfigurace    qi,  a  druhého,  který  mu  jde  naproti  z  koncové
konfigurace qg. Pro dvou-stromové prohledávání musíme zajistit, aby se oba stromy potkaly a p itom
si zachovaly svou rychle rostoucí podstatu. Toho nejlépe dosáhneme tak, e oboustranné prohledávání
balancujeme.
RDT_BALANCED_BIDIRECTIONAL (qI,qG)
1. Ta.init (qI); Tb.init (qG);
2. for i = 1 to K do
3.      qn 	 NEAREST  (Sa,(i));
4.      qs  	 STOPPING-CONFIGURATION (qn, (i));
5.      if  qs   qn then
6.           Ta.add_vertex ( qs);
7.           Ta.add_edge (qn, qs);
8.           q'n 	 NEAREST (Sb,qs);
9.           q's  	 STOPPING-CONFIGURATION (q'n, qs);
10.           if  q's   q'n then
11.                Tb.add_vertex (q'n);
12.                Tb.add_edge (q'n, q's);
13.           if  q's =  qs then return SOLUTION;
14.      if |Tb| > |Ta| then SWAP (Ta,Tb);
15. return FAILURE
Obr. 16 Balancovaný dvou-stromový algoritmus RRT v pseudokódu.
Graf G, jak jej známe z p edchozích ukázek na Obr. 12 a 14, je dekomponován na dva stromy,
které na ukázce v pseudokódu na Obr. 16 p edstavují  Ta a Tb. Jeden strom vychází z qi a druhý z qg.
Vdy po n kolika iteracích jsou oba stromy navzájem zam n ny. Je proto t eba pamatovat na fakt, e   
strom Ta nemusí být vdy ten, který startoval z konfigurace qi.V kadé iteraci strom Ta roste stejným
zp sobem jako v p íklad  na    Obr. 14. Pokud je p idán nový vertex  qs k Ta , je bezprost edn  po tom 
( ádek 10-12 v ukázce pseudokódu na Obr. 16) vykonán poadavek rozí it strom   Tb. Rad ji ne nová
náhodná konfigurace (i) je v tomto p ípad  pouit p ímo nový vertex    qs, který byl práv  p ipojen ke 
stromu Ta. Tento postup zajistí, e  Ta roste sm rem k  Tb. Na ádku 13 je pak testováno, zda se oba
stromy skute n  potkaly a v p ípad  úsp chu je nalezeno eení.     
ádek  14  p edstavuje  zmín né  balancování.  Pokud  má  jeden  ze  strom  problémy   
s expandováním, je t eba zam it na n j  více energie. Proto se nový vzorek hledá vdy pro mení  
strom. Pojem mení strom m eme chápat ve smyslu stromu s mením po tem vertex  nebo s kratí  
délkou vech segment  stromu.
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4.3.1 Více-stromové prohledávání?
Dvou-stromové  vyhledávání  p ináí  výhody  jak  v  podob  výkonnostního  rozdílu 
na jednoduchých mapách,  tak nap íklad v podob  snazího úniku  z  r zných pastí,  které algoritmu  
dokáe prost edí klást  pod nohy. Nejjednoduí  past  si dle [4] nebo [14] m eme p edstavit t eba   
v podob  kom rky s tenkým a dlouhým otvorem ven,  kterým bude tunel oto ený sm rem dovnit    
kom rky (tzv.   Bug trap,  viz Obr. 17 vlevo),  podobn  jako past  na myi. V p ípad ,  e  po áte ní    
konfigurace je uvnit  pasti  a kone ná venku, oboustranné pronikání v podob  dvou strom  p ináí    
nespornou výhodu.
Nabízí se proto otázka plánování metodou více ne dvou RRT  nap . pro situaci, kdy výe
zmín nou past Bug trap zdvojíme  start i cíl budou kadý v jedné kom rce (podobn  jako m eme   
vid t na Obr. 17 vpravo). Popis podmínek p ípadného balancování vícenásobných strom  strom  nebo   
metod rozhodování, kdy a kde takové stromy p i hledání dynamicky tvo it, jsou vak ji nad rámec 
této práce.
Obr. 17 Past Bug trap (vlevo) a zdvojená varianta pasti (vpravo).
Startovní pozice znázorn na zelen , cíl erven .     [14].
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5 FUNKCIONALITA APLIKACE
Následující  kapitola  se  bude  v novat  popisu  funkcionality  a  ovládání  linuxové  aplikace
RRT Explorer 1.0 pro  prost edí  Ubuntu,  která  je  výstupem  praktické  ásti  této  bakalá ské  práce.  
Program slouí k m ení  vlastností algoritmu RRT v jeho jedno i dvou-stromové variant  pomocí 
parametrizovatelného  ei e  a  speciálního  dávkového  módu  na  daných  mapách  prost edí,  které  
umo uje pohodln  editovat. Grafické uivatelské rozhraní, nápov da i dokumentace ve zdrojových  
kódech jsou  v anglickém jazyce,  nebo  angli tina je jazykem po íta .  Na Obr.  18 jsou  popsány   
jednotlivé ásti hlavního okna:
Obr. 18 RRT Explorer 1.0  hlavní okno aplikace.
1. Hlavní menu
2. Lita akcí
3. Pravé funk ní menu
4. Levé funk ní menu
5. Scéna
6. M ítko a tla ítka zoomu 
5.1 Editor mapy
Prvním krokem ke zkoumání algoritmu RRT pomocí aplikace RRT Explorer je vytvo ení nové
mapy prost edí nebo otev ení ji existujícího souboru. Mapa je v aplikaci p edstavována sítí tverc ,    
kde tmavoedé tverce jsou p ekáky. P ípona mapových soubor  je     *.rrtm. Tvorbu mapy je vhodné
za ít volbou m ítka. 
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5.1.1 M ítko
M ítko se nastavuje v menu  Scaler settings (Obr. 19), které se nachází v pravém funk ním
menu zcela naho e (viz Obr. 18). Hodnota m ítka zde p edstavuje velikost jednoho tvere ku mapy    
v reálném prostoru. Jednotkou jsou metry a lze ji nastavit v rozmezí 0,01  10m.
Grafické znázorn ní m ítka je situováno do spodní ásti hlavního okna a je moné ho kdykoli  
p ekreslit dle aktuálního nastavení stisknutím tla ítka   Redraw scaler.
Obr. 19 Scaler settings  nastaveni m ítka.
5.1.2 Nová mapa a editace p ekáek
Pro vytvo ení nové mapy je t eba v Map menu (Obr. 19) nastavit rozm ry mapy    (po et tverc  
v osách x a y, minimáln   10 x 10). Po stisknutí tla ítka   Create map se na scénu vykreslí  prázdná
tvere kovaná sí .  
Obr. 20 Map menu  vytvá ení, na ítání a ukládáni mapy. 
Obstacles menu  editace p ekáek.
K editaci  slouí  Obstacle  mode,  do  kterého  vstoupíme stisknutím stejnojmenného tla ítka
v menu Obstacles (viz Obr. 20 vpravo). Poté je moné na hlavní scén :
 ozna ovat tvere ky    klikáním na n
 ozna ovat více tvere k  najednou     klikáním se sou asn  stisklou klávesou Ctrl 
 ozna ovat obdélníkové plochy  stisknutím pravého tla ítka myi a taením
Tla ítko  Obs/Free m ní vybrané tvere ky z volných na p ekáky a naopak. Tla ítka      Start a
End slouí k definování startovní/cílové pozice robotu. Tato akce m e být provedena pouze v p ípad  
práv  jednoho tvere ku ve výb ru.      Start a  End fungují obdobn  jako tla ítko    Obs/Free  revertují
start a cíl zp t na volná polí ka. Ukázka práce v editoru je na Obr. 21. 
Obr. 21 Ukázka práce v editoru  obdélníkový výb r.
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5.2 ei  strom  
Aplikace  nabízí  algoritmus  RRT ve t ech  provedeních:  základní  variantu,  která  neuvauje
kolizi s p ekákami (pouze pro demostraci), dále pak RRT umo ující jedno-stromové hledání a RRT 
ve dvou-stromové balancované variant . Budou popsány blíe v následujících kapitolách. Nastavení
parametr  ei e se provádí z levého funk ního menu.   
Obr. 22 Nastavení ei e z levého funk ního menu.  
5.2.1 Basic tree  základní strom
Tento  strom  slouí  pouze  k  prvnímu  seznámení  a  demonstraci  algoritmu  RRT.  Pro  své
sput ní  vyaduje  pouze startovní bod,  protoe neprovádí hledání.  V p ípad  p ekáek sice vybírá   
náhodné vzorky z volného prostoru,  ale  neuvauje  detekci  p ekáek  p i  napojování  vzorku.  Po et  
iterací lze zvolit v rozmezí 10  10 000, viz hodnota Iterations (Obr. 22 zcela vlevo). Algoritmus se
spoutí tla ítkem  Run, vykreslený strom se ze scény smae tla ítkem  Clear.
Crop factor udává hodnotu z intervalu <0,1; 1>, kterou je násobena délka kadé p ipojované
v tve a v tev takto zkrácena. Nastavíme-li nap . hodnotu    0,5, kadá v tev bude zkrácena na  polovinu
své délky.
Obr. 23 Basic tree exploruje prostorem.
5.2.2 Searching tree  jedno-stromové hledání
Tento  strom p edstavuje  jedno-stromové hledání,  které  je popsáno v  kapitole  4.2.  Pro své
sput ní proto vyaduje definován start a cíl. Parametry, které je moné v ei i nastavit (viz Obr. 22  
uprost ed) p edstavují: 
Discrete random  pokud je zakrtnuto, vybírá pouze vzorky ze st ed  volných tverc .   
Robot  velikost robotu (polom r p ípadn  nejv tí rozm r od st edu) v metrech.     
Crop factor  násobi  v tví z intervalu   <0,1; 1>.
Try end  po kolika iteracích je vdy testováno p ipojení do cílové pozice.
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Po  nastavení  poadovaných  hodnot  m eme  stisknout  tla ítko    Run a  strom  se  za ne
vykreslovat  do scény.  Jakmile hledání dosáhne cílového bodu,  objeví se dialogové okno (Obr.  24
vlevo) s informacemi o práv  spo ítaném stromu (doba trvání v milisekundách, as startu a konce  
výpo tu, po et v tví, délka cesty v px a metrech, po et v tví  tvo ících cestu a dalí  hodnoty jako     
rozm ry scény apod.). Pomocí tla ítka    Show details je moné vyvolat nabídku, odkud lze vechny
hodnoty zkopírovat do schránky.
Obr. 24 Searching tree se zkrácenou cestou a dialogem informujícím o výpo tu.
Tla ítko   Shorten  path aplikuje  algorimus  zkrácení  cesty  a  informuje  uivatele  dialogem
o p edchozí a nové cest   délkách a po tu v tví. Tla ítko      Path only p epíná pohled zobrazující celý
strom nebo pouze cestu.
5.2.3 Bidirectional tree  dvou-stromové hledání
Tato verze algoritmu p edstavuje dvou-stromové balancované prohledávání,  jak je popsáno
v kapitole 4.3. Nastavení ei e a význam hodnot je obdobný jako u   Searching tree s jedním rozdílem
 dvou-stromová verze nepot ebuje parametr  Try end. Ukázka menu Bidirectional tree je na Obr. 22
zcela vpravo. Výpo et ve finále op t informuje o práv  vykresleném stromu.  
Obr. 25 Bidirectional tree  ukázka algoritmu se zkrácenou výslednou cestou.
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5.3 Mód m ení
Tato funkce ke svému chodu vyaduje balí ky  python2.6, python-numpy a python-matplotlib,
které lze získat zadáním p íkaz : 
sudo apt-get install python2.6
sudo apt-get install python-numpy
sudo apt-get install python-matplotlib
Mód m ení ( Explore mode) je dávkový mód pro efektivní m ení výkonu  Searching tree a
Bidirectional tree v cyklech, kdy jsou výsledky ukládány do soubor  a pomocí Pythonu zobrazovány
grafem a obohacovány o dalí statistické údaje. Obecn  se sestává ze dvou reim      jednoduchého
m ení  a  m ení Crop factoru .  Nastavení se provádí v menu  Explore mode,  které  je situováno do
pravého dolního rohu aplikace a blíe zobrazeno na Obr. 26. Oba reimy jsou popsány v následujících
podkapitolách.
Obr. 26 Menu explore mode.
5.3.1 Jednoduché m ení
Tento mód je aktivován tla íkem   Explore tree,  pokud není zakrtnuta volba  Explore crop.
Hodnota Repeat udává po et m ení, p epína      Single/BiTree p epíná mezi m ením   Searching tree a
Bidirectional tree  s  jejich  nastavením z p ísluného levého funk ního menu  .  Po stisku  tla ítka je
uivatel dotázán, aby vybral  existující adresá , ve kterém bude vytvo ena sloka s artefakty m ení  
pojmenovaná:
ExpRRT_[Single/BiTree]_[datum]_[ as]_[po et   iterací]it
Výstupem jednoduchého m ení jsou:
 soubor  *.tsv (tab  separated  values    tabulátorem odd lené hodnoty)    surový log  m ení 
s význa nými hodnotami ( as, po et v tví, délka cesty v metrech, po et v tví  cesty, délka     
zkrácené cesty v metrech a po et v tví zkrácené cesty) pro kadý strom. 
 soubor  *_result.tsr   textový soubor  s  mediány,  aritmetickými  pr m ry  a  sm rodatnými  
odchylkami vech výe uvedených hodnot.
 interaktivní graf  v podob  popup okna matplotlib, zobrazuje hodnoty *.tsv souboru. Grafem
se dá zoomovat, panovat, ukládat z n j screenshoty.
 soubor *.png  který je screenshotem grafu.
 soubor *.rrtm  uloená mapa, na které probíhalo m ení.
kde * p edstavuje název sloky  ExpRRT_[Single/BiTree]_[datum]_[ as]_[po et   iterací]it.
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Obr. 27 Interaktivní graf jednoduchého m ení.
5.3.2 M ení Crop factoru
Mód je  aktivován tla íkem   Explore tree,  pokud je  zakrtnuta  volba  Explore crop v menu
Explore mode (Obr. 26). Slouí k efektivnímu m ení nastavení optimálního Crop factoru.
V tomto módu se hodnota Crop factor v levém funk ím menu p ísluných strom  chová jinak,  
ne jsme byli doposud zvyklí, viz p íklad: nastavíme-li  Crop factor 0,1, strom bude m en  Repeat krát
pro kadý Crop factor od 0,1 do 1,0 jdoucí po kroku 0,1. Metoda pracuje jako algoritmus na Obr. 28.
for (i = CropFactor; i <= 0.1; i += CropFactor)
  for (j = 0; j < Repat; j++)
  compute_tree_save_values();
Obr. 28 Postup metody m ení Crop factoru
Výstupem m ení Crop factoru je sloka pojmenovaná:
ExpRRT_[Single/BiTree]CROP_[datum]_[ as]_[po et   iterací]it
která obsahuje:
 soubory *.tsv  surové logy nam ených hodnot, pro kadou hodnotu  Crop factoru jeden.
 soubor *_AvgStD.tsr  textový soubor s aritmetickými pr m ry a sm rodatnými odchylkami  
ze vech významných hodnot pro kadý crop.
 soubor *_Medians.tsr  textový soubor s mediány z významných hodnot pro kadý crop.
 kálovatelný graf  v podob  interaktivního okna, zobrazuje hodnoty  *_AvgStD.tsr souboru.
 soubor *.png  který je screenshotem grafu.
 soubor *.rrtm  uloená mapa, na které probíhalo m ení.
kde * p edstavuje název sloky  s artefakty m ení.
Obr. 29 Interaktivní graf m ení Crop factoru.
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5.4 Dalí funkce
V následující podkapitole budou popsány dalí funkce, které nabízí aplikace RRT Explorer.
5.4.1 Zoomování a panning
Ve spodní ásti hlavního okna m eme najít tla ítka (Obr.  30 ),  která umo ují zoomovat   
(p ibliovat nebo oddalovat) a posouvat scénu (panning).
Obr. 30 Zoomování a panning.
Nechybí ani tla ítko, které vrátí zoom do p vodního stavu (1:1). 
5.4.2 Export obrázk
Je moný z menu Image export (Obr. 31). Tla ítko  Save map .png uloí obrázek celé mapy,
tla ítko  Save view .png pak ukládá pouze aktuální vý ez scény.
Obr. 31 Menu Image export  výstup png obrázk .
5.4.3 Lita akcí a klávesové zkratky
Obr. 32 Lita s nej ast ji pouívanými akcemi. 
Dosud jsme si ukázali pouze ovládání z tla ítkových menu. Pro v tí komfort uivatele vak 
aplikace nabízí dalí zp soby ovládání. Vechny akce z tla ítek je moné nalézt v hlavním menu, dále 
lze vybrané asto pouívané akce nalézt  na lit  akcí  (Obr.  32).  Litu akcí  je moné p esouvat a  
dokovat v jiných ástech okna, stejn  jako jednotlivé poloky hlavního menu. To m e být uite né   
p i práci na velkých mapách na více monitorech.
V tina akcí je asociována s klávesovými zkratkami:
Ctrl + N Nová mapa. 
Ctrl + O Otev ít mapu. 
Ctrl + M Uloí obrázek .png celé mapy. 
Ctrl + W Uloí .png aktuálního výhledu scény.
Ctrl + Q Ukon í aplikaci. 
Ctrl + R P ekreslí m ítko.  
Ctrl + P P epíná mód panningu.
Ctrl + B P epíná mód p ekáek.  
Ctrl + E Spustí mód m ení.
Num + Zoom dovnit . 
Num - Zoom ven. 
Num * Restore zoom 1:1. 
B P ekáka/volné polí ko. 
[F5, F6, F7] Pus  [Basic, Searching, Bidirectional] tree. 
[F9, F10, F11] Sma [Basic, Searching, Bidirectional] tree. 
F1 Nápov da.
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6 POPIS IMPLEMENTACE PROBLÉMU
Kapitola  stru n  seznamuje  se  zvolenými  prost edky  a  metodami  implementace  aplikace  
RRT Explorer.  Popisuje  pouitý  framework,  programovací  jazyky,  prost edí opera ního systému a 
implementaci vybraných funkcí softwaru.
6.1 Opera ní systém Ubuntu 9.10
Aplikace  byla  vytvo ena v populární  linuxové distribuci  Ubuntu,  konkrétn  ve verzi  9.10 
Karimc Koala. Distribuce byla vybrána s ohledem na snadnou instalaci, irokou podporu komunitou
Ubuntu a celkovou uivatelskou p ív tivost  systému.  Systém pouívám na svém PC spolu s dual- 
bootem platformy Windows. Proto bylo Ubuntu pochopitelnou volbou.
Obr. 33 Logo linuxové distribuce Ubuntu.
6.2 Aplika ní framework Qt 4.6
Qt  je  jedna  z  nejpopulárn jích  multiplatformních  knihoven  pro  vytvá ení  program  
s kvalitním  grafickým  uivatelským  rozhraním.  Aktuální  je  verze  4.6.  Jedná  se  o  knihovnu
programovacího jazyka C++ (i kdy existuje i pro jiné jazyky jako je Python, Ruby a mnoho dalích).
Podporuje mimo jiné správu vláken, p ístup k soubor m, zpracování XML a jiné uite né funkce [15].  
Obr. 34 Hlavní okno Qt Creatoru.
Tento framework jsem vybral zejména díky jeho áste né p edchozí znalosti a zkuenostmi s  
ním. Oce uji jak integrované vývojové prost edí    Qt Creator (na Obr. 34), ve kterém aplikace Tree
Explorer  vznikala  a  které  jsem si  pro  jeho  jednoduchost  a  st ídmost  v  designu velmi oblíbil,  tak
irokou podporu v p ehledné dokumentaci, p íkladech a internetových fórech. 
6.3 C++
Krom  ásti m ícího módu je celá aplikace napsaná v jazyce C++. Tento jazyk je natolik  
rozí ený, oblíbený a univerzální v oblastech pouití, e jeho volbu p i implementaci problému snad 
není t eba komentovat. Cílem autora bylo mj. zdokonalit své schopnosti programování v tomto jazyce.
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6.4 Python
Ke zpracování  a  zobrazování  výstupních  log  m ení byl  vytvo en skript  v jazyce Python  
(pro po ítání  medián ,  pr m r , sm rodatných odchylek  a  zobrazení grafického výstupu v podob      
interaktivního  grafu).  P i  implementaci  bylo  pouito  modul  NumPy  (po ítání)  a  Matplotlib  
(zobrazování  výslek ).  Jazyk je díky své základn  matematických knihoven pro tuto  úlohu velmi 
vhodný.
6.5 Implementace vybraných funkcí
V této podkapitole následuje stru ný popis nejzásadn jích p ípadn  jinak zajímavých míst   
implementace dané aplikace.
6.5.1 Reprezentace RRT algoritmu
Vytvo ená knihovna RRT implementuje vzorky  v tve stromu pomocí t ídy    RTBranch (která
velmi zjednoduen  p edstavuje bod a p ímku a také ukazatel na svého rodi e). P ímka p edstavuje     
hranu grafu, bod uzel. Samotný strom (t ída   RRTree) je v podstat  kolekcí t chto v tví umo ující   
provád t  nad  stromem  r zné  metody,  které  vyuívá  konkrétní  vlákno  p ísluné  varianty  stromu  
(Simple, Searching, Bidirectional tree).
Vláknový p ístup umo uje vid t, jak strom roste v tev po v tvi.    
6.5.2 Algoritmy nalezení a zkracování výsledné cesty
Výsledná  cesta  je  nalezena  jednoduchým  zp sobem    postupným  vracením  ukazatele
na rodi ovskou v t v,  kdy  postupujeme odzadu a jako první se dotazujeme na rodi e  v tve,  která    
dorazila do cíle. 
Zkracovací algoritmus pak prochází kolekci p ímek (v tví) výsledné cesty. Postupuje sm rem  
ze startovního uzlu po v tvích cesty a postupn  spojuje start s uzlem kadé dalí v tve,  dokud se mu  
to da í bez protnutí p ekáky. P i první kolizi spojované p ímky s p ekákou se zastaví, vrátí o p ímku     
na cest  zp t  k poslední funk ní spojnici, tu uloí do kolekce p ímek nové cesty a uzel vezme coby   
nový startovní bod. Tento postup se opakuje, dokud algoritmus nedosáhne cíle.
A  je tento algoritmus pom rn  jednoduchý, zejména pro mapy typu bludit  p ípadn  cesty s     
mnoha v tvemi, je pom rn  efektivní. Nespornou výhodu zjednoduení cesty na n kolik málo  p ímek    
(vzhledem k  p vodní  cest )  je  výsledný mení nárok  na manévrování  robotu    nemusí  tak  asto  
zatá et.
6.5.3 Implemetace módu m ení
Mód pro dávková m ení je implementován jako vlákno, které  spoutí vlákna jednotlivých
m ených strom  a eká na jejich dob hnutí.  Tak bylo mono dosáhnout plynulého chodu m ení    
bez nep íjemného zamrzání GUI nebo jiných komponent.
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7 VZOROVÁ M ENÍ
Následující kapitola prezentuje výsledky vzorových m ení provedených pomocí dávkového
módu  aplikace RRT Explorer.  Srovnává jedno-stromovou verzi RRT algoritmu s dvou-stromovou a
p ednáí  výsledky optimalizace   Crop factoru. M ení byla provedena na dvou vzorových mapách,
jedné typu otev eného prostoru s n kolika p ekákami a druhé typu bludit . Ob  mapy jsou velikosti    
75 krát 60 tvere k . V praxi optimální nastavení ei e závisí na hustot  p ekáek mapy.      
Obr. 35 Vzorové mapy m ení  otev ený prostor (vlevo) a bludit  (vpravo).  
7.1 Vzorové m ení Single  vs. Bidirectional
Na obou mapách asov  vít zí dle p edpokládání     Bidirectional tree  RRT s dvou-stromovým
prohledáváním. V p ípad  délky cesty je jen t sn  vít zem      Single tree.
Srovnání pr m rných hodnot s odchylkami pro mapu typu   otev ený prostor:
Algoritmus as [ms] Po et v tví  Délka cesty [m] V tví cesty
Single RRT 39,55 ± 35,11 103,52 ± 76,33 12,82 ± 2,67 23,54 ± 11,86
BidirectionalRRT 19,00 ± 17,68 40,85 ± 28,87 13,57 ± 2,86 16,84 ± 8,32
Obr. 36 Mapa typu otev ený prostor  Single Tree vlevo, Bidirectional tree vpravo.
Strana 40 7 Vzorová m ení
Následuje stejné srovnání pr m rných hodnot a odchylek pro mapu typu   bludit :
Algoritmus as [ms] Po et v tví  Délka cesty [m] V tví cesty
Single RRT 393,84 ± 356,18 712,09 ± 76,33 21,07 ± 2,67 101,84 ± 29,66
BidirectionalRRT 87,75 ± 56,18 188,93 ± 28,87 21,60 ± 2,13 54,58 ± 14,81
Obr. 37 Mapa typu bludit   Single Tree vlevo, Bidirectional tree vpravo.
Vechna m ení byla opakována 100x.
7.2 Vzorové m ení Crop factoru
Ve vzorovém m ení si  dále m eme ukázat p íklad optimalizace     Crop factoru pro  Single
RRT a  Crop factor od  0,1 do  1,0 jdoucí po kroku 0,1. Výsledky si m ete prohlédnou na Obr. 38 a
Obr. 39. M ení byla opakována  100x pro kadý crop.
Obr. 38 Ideální hodnota Crop factoru pro vzorovou mapu typu otev ený prostor a
 algoritmus Single RRT se nachází kolem hodnoty 0,9.
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Obr. 39 Ideální hodnota Crop factoru pro vzorovou mapu typu bludit   a
algoritmus Single RRT se nachází kolem hodnoty 0.6.
Vechny hodnoty krom  po tu iterací a nastavení Crop factoru byly ponechány v defaultních 
hodnotách. Podrobn jí m ení s rozsáhlejími záv ry jsou ji mimo rozsah této práce.  
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8 ZÁV R
Tato bakalá ská práce se zabývá plánováním cesty vesm rového mobilního robotu pomocí 
algoritmu RRT  Rychle rostoucích náhodných strom .
V  první  ásti  práce  p ednáí  tená i  základní  pojmy  z  oblasti,  p ibliuje  problematiku    
plánování cesty a reprezentace prost edí. Následuje popis a rozd lení základních algoritm  plánování  
cest. Zde jsou p edstaveny z oblasti informovaného hledání cesty metody rastrové a dekompozi ní, 
metody  map  cest  nebo  pravd podobnostní.  Z  oblasti  neinformovaného  hledání  cesty  popisuje
Bug algoritmy.  Dále  práce  podrobn  informuje  o  samotném  algoritmu  RRT,  o  variantách  jeho
provedení (jedno-, dvou- a p ípadn  i více stromové struktu e), monostech a p íkladech vyuití.   
Druhá  ást  se  zabývá  popisem  funkcionality,  ovládání  a  implementace  linuxové  aplikace
RRT Explorer  1.0,  která  je  hlavním  výstupem  práce.  Cílem  bylo  vytvo it  program  s  kvalitním
grafickým  uivatelským  rozhraním,  který  umoní  zkoumání  algoritm  RRT  pomocí
parametrizovatelného ei e. Sou ástí programu je také pohodlný editor map sv ta a dávkový reim   
pro  provád ní  statistických  m ení.  Aplikace  dále  nabízí  zahrnutí  opravných  algoritm  pro  
zefektivn ní navrené trajektorie a iroké monosti výstupu  jak v podob  obrázk , tak v podob   
textových soubor  a  neposlední  ad  také interaktivních  graf .  Sou ástí  programu je  handbook     
nápov da v podob  krátké e-dokumentace. 
Implementovaná knihovna pro RRT je obecn  p ipravena  eit  úlohy,  kde na vstupu jsou  
volný prostor a p ekáky popsány pomocí  p ímek a  start  s  cílem definovány pomocí bod .  Proto  
nabízí  mnohem  univerzáln jí  p ístup,  ne  jak  jej  p edkládá  aplikace  RRT  Explorer.  Potenciál  
do budoucna m eme vid t v implementaci lepího editoru sv ta (editovat p ekáky jako polygony),   
zahrnutí stup  volnosti sloitého robotu nebo p evodu problematiky do sv ta 3D.  
Na konci druhé ásti jsou k nahlédnutí výsledky vzorových m ení, které potvrzují, e dvou- 
stromové vyhledávání je efektivn jí ne jedno-stromové a ukazují p íklad optimalizace Crop factoru 
pro danou mapu.
V  neposlední  ad  bylo  osobním  cílem  autora  se  díky  této  bakalá ské  práci  zdokonalit  
v jazyce C++ a detailn  se seznámit s frameworkem Qt.
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