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Resumen 
 
El presente trabajo presenta la definición de un modelo tecno-pedagógico para el diseño 
de cursos de programación basado en el seguimiento de las cinco fases del diseño 
instruccional ADDIE. 
 
Para la definición del modelo se parte de un marco teórico en donde se exploran los 
diferentes conceptos en los que se basa este trabajo, además se realiza una revisión 
bibliográfica en donde se busca identificar los últimos avances en cuanto a modelos, 
metodologías, técnicas y herramientas aplicadas en cursos de programación. 
 
A partir de allí se plantean los problemas y preguntas de investigación que dan pie a la 
definición e implementación de un modelo basado en ludificación y programación 
competitiva que permita mitigar algunas de las principales problemáticas y desafíos que 
se presentan en el desarrollo de cursos relacionados con la programación de 
computadores. 
 
Finalmente, el modelo propuesto es instanciado en un ambiente virtual de aprendizaje 
con el fin de realizar una validación del trabajo a partir de un caso de estudio. En dicha 
validación se realiza un diseño cuasi experimental en donde un grupo de estudiantes es 
sometido a una metodología estándar de enseñanza de la programación, mientras que 
otro grupo es tratado haciendo uso del modelo propuesto. Ambos grupos fueron 
evaluados de una manera cualitativa y cuantitativa, en donde se logró evidenciar un 
mejor desempeño en el grupo de estudiantes que participaron en el curso que estaban 
guiados bajo el modelo propuesto. 
 
 
Palabras clave: modelo tecno-pedagógico, diseño instruccional, ludificación, 
programación, programación competitiva, ambientes virtuales de aprendizaje, ADDIE. 
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Abstract 
This document presents the definition of a techno-pedagogical design for programming 
courses based on the following of the five phases of the ADDIE instructional design 
model.  
 
The definition of the model is based on a theoretical framework in which the different 
concepts are explored; in addition, a literature review is done trying to identify the latest 
developments in terms of models, methodologies, techniques and tools applied in 
programming courses. 
 
From there, the problem and research questions were defined; these allow the definition 
and implementation of a model based on gamification and competitive programming that 
may help mitigate some of the principal problems and challenges that arise in 
programming courses. 
 
Finally, the proposed model is instantiated in a virtual learning environment in order to 
perform a validation of the work from a case study. In this validation is performed a quasi-
experimental design. There, a group was guided by a standard methodology of a 
programming course, while another group was guided using the proposed model. Both 
groups were evaluated in a qualitative and quantitative way. It was possible to 
demonstrate a better performance in the group of students who participated in the course 
guided under the proposed model. 
 
 
 
Keywords: techno-pedagogical model, instructional design, gamification, programming, 
competitive programming, virtual learning environments, ADDIE 
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 Introducción 
 
En la actualidad, aprender a programar se ha vuelto una necesidad hasta el punto que ya 
se habla del concepto de analfabetas tecnológicos a las personas que no dominan los 
lenguajes de programación. Considerando este fenómeno, varios gobiernos a nivel 
mundial y específicamente en América Latina han impulsado programas en las 
instituciones educativas que permitan a los ciudadanos poder capacitarse accediendo a 
contenidos y programas relacionados al mundo de las TIC’s. En particular, la 
programación de computadores busca principalmente la automatización de procesos lo 
cual tiene aplicaciones en varios campos que van desde la medicina, la biología, la 
administración, ingeniería y muchas otras, lo cual hace que un mayor número de 
personas requieran de este tipo de habilidades. 
 
Generalmente los estudiantes tienen su primer contacto con la programación en los 
programas de educación superior. Sin embargo, la experiencia ha demostrado que 
aprender a programar puede llegar ser una tarea que no es sencilla ya que requiere de 
un conjunto de habilidades lógicas y matemáticas que generalmente los estudiantes no 
poseen. Lo anterior conlleva a que muchos de los estudiantes se sientan frustrados, no 
adquieran las habilidades necesarias, pierdan las asignaturas y en el peor de los casos 
deserten. Es por esta razón que surgen interrogantes por parte de las instituciones y 
docentes acerca de cómo hacer para que el proceso de enseñanza y aprendizaje de la 
programación sea más efectivo y cómo enfrentar la problemáticas que se les presentan a 
los estudiantes en este tipo de cursos. No solo eso, sino además como motivarlos a 
continuar aprendiendo y a seguir desarrollando las habilidades ya adquiridas. 
 
Es importante entonces que las instituciones educativas y docentes cuenten con 
metodologías estándares que permitan mejorar los procesos de enseñanza los cuales 
aseguren la calidad de la educación y la inserción de los estudiantes en el mundo laboral 
con las habilidades y competencias necesarias que se requieren en este campo. La 
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teoría demuestra que el diseño instruccional es una manera efectiva para la planificación 
de cursos y como este se pueden integrar con elementos tecnológicos para mejorar su 
efectividad.  
 
Por tal razón, en este trabajo se propone la definición de un modelo tecno-pedagógico 
basado en la selección de un modelo instruccional junto a la integración de técnicas 
como la ludificación y la programación competitiva que garanticen la calidad y faciliten el 
proceso de aprendizaje de los estudiantes, incentivándolos a llevar a cabo un aprendizaje 
autónomo el cual permita despertar en los estudiantes las capacidades necesarias para 
adquirir habilidades en la resolución de problemas. En este sentido, el principal aporte de 
esta investigación es mostrar el efecto que puede llegar a tener en los estudiantes la 
combinación de estas dos técnicas como metodologías alternativas de enseñanza en 
cursos de programación validándolo mediante su implementación y aplicación en un caso 
de estudio.  
 
El resto del trabajo se divide de la siguiente manera: El capítulo 1 presenta el marco 
teórico en la que se basa la investigación, luego el capítulo 2 define el problema y la 
justificación de la investigación. El capítulo 3 presenta el estado del arte, mientras que el 
capítulo 4 presenta las preguntas, objetivos y la metodología de investigación. El capítulo 
5 presenta conceptualmente el modelo propuesto. El capítulo 6 presenta una 
implementación del modelo, en tanto que el capítulo 7 presenta una validación de la 
propuesta mediante un caso de estudio. Por último en el capítulo 8 se presentan las 
conclusiones y recomendaciones de la investigación. 
 1. Marco teórico 
En este capítulo se discuten las definiciones, conceptos y fundamentos teóricos de cuatro 
elementos fundamentales en los que se basa esta investigación: El diseño tecno 
instruccional, los ambientes virtuales de aprendizaje, la ludificación, y la programación 
competitiva. 
1.1 Diseño Tecno Instruccional 
Son varias las definiciones que se tienen acerca de lo que es el diseño instruccional (DI). 
Una de las primeras definiciones que se hizo de este concepto es dado por (Bruner, 
1969) el cual menciona que el DI es la planeación, la preparación y el diseño de cursos y 
ambientes necesarios para que se lleve a cabo el aprendizaje. Por su parte (Reigeluth, 
1983) define al diseño instruccional como la disciplina interesada en prescribir métodos 
óptimos de instrucción, al crear cambios deseados en los conocimientos y habilidades de 
los estudiantes. (Berger & Kam, 1996) lo definen como la ciencia de creación de 
especificaciones detalladas para el desarrollo, implementación, evaluación y 
mantenimiento de situaciones que facilitan el aprendizaje de pequeñas y grandes 
unidades de contenido, en diferentes niveles de complejidad, mientras que según 
(Richey, Fields, & Foxon, 2000) es la planificación instruccional sistemática que incluye la 
valoración de necesidades, el desarrollo, la evaluación la implementación y el 
mantenimiento de materiales y programas. Una definición más actual es dada por  
(Masoumi, 2012) el cual menciona que el diseño instruccional es el proceso de diseñar, 
estructurar, planificar y llevar a cabo los procedimientos y recursos de un curso, 
garantizando que la instrucción o enseñanza cumpla con los objetivos de aprendizaje y 
calidad esperados tanto como por los estudiantes como por el docente. 
De acuerdo a (Coll, 2008), con el paso del tiempo el diseño instruccional ha venido 
evolucionando para incorporar la tecnología a cada uno de sus procesos dando como 
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resultado el concepto de diseño tecno-instruccional o diseño tecno-pedagógico, en donde 
se menciona que la educación y la tecnología son elementos indisociables y de deben 
combinar para mejorar la calidad de la enseñanza. Según el mismo autor, incorporar las 
TIC a los procesos de enseñanza tradicionales tiene grandes beneficios como lo pueden 
ser: 
“facilitar la elaboración por parte del alumno de un conocimiento 
significativo, relevante, pertinente y complejo; para diversificar y ampliar 
las formas de ayuda educativa; para mejorar los procesos de seguimiento 
y evaluación formativa; para favorecer procesos de comunicación, 
interacción y construcción colaborativa del conocimiento; y para promover 
formas particulares de regulación del proceso de aprendizaje por parte del 
alumno, individualmente y en grupo” -  (Coll, Mauri, & Onrubia, 2008, p. 219). 
Este autor recalca también que aunque el diseño de un curso se debe basar en un 
modelo de diseño instruccional tradicional cada una de sus fases debiera incorporar en la 
medida de lo posible la ayuda de herramientas tecnológicas que apoyen y faciliten el 
proceso de enseñanza – aprendizaje en las nuevas generaciones. 
Si bien existen varios modelos de diseño instruccional, uno de los más conocidos y 
populares por ser un modelo general  que contiene a los otros modelos es el modelo 
ADDIE propuesto por (Branson et al., 1975) a mediados de los años 80 y llamado así por 
sus correspondientes siglas Análisis, Diseño, Desarrollo, Implementación y Evaluación, el 
cual define el proceso instruccional como un proceso de 5 fases o etapas. En la Figura 
1-1 se presentan las fases de este modelo. 
Figura 1-1: Modelo ADDIE 
 
(Elaboración propia) 
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De acuerdo a (Bernal, 2012) y (Elgamal, Abas, & Baladoh, 2011)  cada una de las etapas 
del modelo se pueden definir como: 
 Análisis: Esta fase se centra en el “qué” enseñar, aquí se busca detectar las 
características del aprendizaje y las necesidades de los aprendices, los objetivos 
y las habilidades a ser logradas. Además también hace un análisis de los 
recursos existentes, las particularidades de la audiencia a la que se dirigirá el 
programa y otras consideraciones, cuyo resultado será la descripción de una 
situación y sus necesidades. 
 
 Diseño: Implica la utilización de los resultados de la fase de análisis para planear 
el “como” enseñarlo mediante una estrategia y el desarrollo de la instrucción. 
Durante esta fase se delimita la forma de alcanzar las metas educativas y ampliar 
sus fundamentos. 
 
 Desarrollo: El propósito de esta fase es la de generar los planes de las lecciones 
que estudiaran los estudiantes o participantes y los materiales didácticos sobre 
los que trabajarán. Se desarrollan las categorizaciones, instrucciones, 
documentos de apoyo y todos los medios que serán usados como 
acompañamiento de la instrucción. 
 
 Implementación: Es la ejecución y puesta en práctica de la acción formativa con 
la participación de los alumnos. 
 
 Evaluación: Se centra en evaluar los resultados del alumno y en analizarlos. 
Mide la eficacia y la eficiencia de la instrucción, la evaluación debe estar presente 
durante todo el proceso de diseño instruccional dentro de las fases, entre las 
fases, y después de la implementación.  
 
Según (Kadijevich, 2012) para tener cursos efectivos no solo basta con hacer uso de un  
modelo diseño instruccional, si no que recalca que los docentes cuentan con un papel 
fundamental dentro del proceso de aprendizaje de los estudiantes ya que de él depende 
en gran medida la mayoría de la composición de los elementos de un curso. Por tal razón 
según el autor para que se lleve a cabo un diseño tecno-pedagógico correctamente por 
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parte del docente este debería basarse en el modelo conceptual TPACK (Technological 
Pedagogical Content Knowledge) el cual define  tres tipos de conocimientos que debería 
tener un docente para llevar a cabo correctamente la instrucción en un curso de este tipo: 
Pedagógicos, Tecnológicos y de Contenidos (Archambault & Barnett, 2010), (Graham, 
2011), (Agyei & Keengwe, 2012). En la Figura 1-2 se presenta gráficamente este modelo. 
 
Figura 1-2: Modelo TPACK   
 
    (Tomado de: www.matt-koehler.com) 
En este caso se observa que el docente debe contar con tres tipos de conocimientos 
principales, pero a su vez debe saber cómo se integran entre cada uno de ellos para 
poder llevar correctamente cada uno de los procesos dentro de un curso. (Graham, 2011) 
describe cada uno de los tipos de conocimientos del modelo TPACK como se presentan 
en la Tabla 1-1. 
Tabla 1-1: Descripción de los componentes del modelo TPACK  
Conocimiento Descripción 
Conocimiento 
Pedagógico (PK) 
Este se refiere al conocimiento por parte del docente de los 
procesos de enseñanza y aprendizaje. Incluyen, entre otros, 
los objetivos generales y específicos, criterios de evaluación, 
competencias, variables de organización, etc. Esta forma 
genérica de conocimiento se aplica a la comprensión de cómo 
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aprenden los alumnos, cómo gestionar el aula, cómo planificar 
las lecciones y cómo evaluar a los alumnos. 
Conocimiento de 
Contenido (CK) 
 
El docente debe conocer a fondo los temas que desea 
enseñar, por lo cual este incluye el conocimiento de 
conceptos, teorías, ideas, mapas conceptuales, esquemas, 
puntos de vista. 
Conocimiento 
Tecnológico (TK) 
 
Este tipo de conocimiento hace referencia al conocimiento 
sobre el uso de herramientas y recursos tecnológicos por 
parte del docente, incluyendo la comprensión general de 
cómo aplicarlos de una manera productiva al trabajo y vida 
cotidiana. El reconocimiento de que pueden facilitar o 
entorpecer la consecución de un objetivo y la capacidad de 
adaptarse y renovarse de forma permanente a los nuevos 
avances y versiones. 
Conocimiento de 
Pedagogía y 
Contenido (PCK) 
 
PCK representa la mezcla de contenido y pedagogía en la 
comprensión de cómo los aspectos particulares del dominio 
de conocimiento se organizan, adaptado y representado por la 
instrucción. 
Conocimiento 
Tecnológico y 
Pedagógico (TPK) 
 
Este conocimiento hace referencia a cómo la enseñanza y el 
aprendizaje pueden cambiar cuando se utilizan unas 
herramientas tecnológicas u otras. Esto incluye el 
conocimiento de las ventajas y limitaciones de las distintas 
herramientas tecnológicas para favorecer o limitar unas u 
otras estrategias pedagógicas. 
Conocimiento 
Tecnológico y de 
Contenido (TCK) 
 
Se refiere a la comprensión de la forma en que tecnología y 
contenidos se influyen y limitan entre sí. Los profesores/as no 
sólo necesitan dominar la asignatura que enseñan sino 
también tener un profundo conocimiento de la forma en que 
las tecnologías pueden influir en la presentación del 
contenido. Y además conocer qué tecnologías específicas son 
más adecuadas para abordar la enseñanza y aprendizaje de 
unos contenidos u otros. 
Conocimiento 
Técnico Pedagógico 
del Contenido 
(TPACK): 
 
Define una forma significativa y eficiente de enseñar con 
tecnología que supera el conocimiento aislado de los distintos 
elementos (Contenido, Pedagogía y Tecnología) de forma 
individual. Requiere una comprensión de la representación de 
conceptos usando tecnologías; de las técnicas pedagógicas 
que usan tecnologías de forma constructiva para enseñar 
contenidos; de lo que hace fácil o difícil aprender; de cómo la 
tecnología puede ayudar a resolver los problemas del 
alumnado; de cómo los alumnos aprenden usando 
tecnologías dando lugar a nuevas epistemologías del 
conocimiento o fortaleciendo las ya existentes 
(Tomado de : (Graham, 2011)) 
20 Modelo tecno-pedagógico para el diseño de cursos de programación 
 
1.2 Ambientes Virtuales de Aprendizaje 
El término Ambiente Virtual de Aprendizaje (AVA) o Virtual Learning Environment (VLE) 
ha sido usado ampliamente por varios autores para referirse a un conjunto de 
posibilidades de enseñanza y aprendizaje a través de una página o plataforma web, 
como uno LMS o incluso ambientes en 3D (Tick, 2013). Una definición más amplia de un 
Ambiente Virtual de Aprendizaje es dada por (Johnson, Hornik, & Salas, 2008) quienes lo 
definen como el conjunto de herramientas para la enseñanza y aprendizaje diseñadas 
para mejorar la experiencia de los estudiantes haciendo inclusión de computadores y el 
internet. 
Sin embargo un conjunto de páginas web no constituye un AVA a menos que haya algún 
tipo de interacción social  sobre o acerca de la información (Barkand & Kush, 2009) 
Algunos ejemplos de interacción social pueden hacer referencia a mensajes 
instantáneos, foros de discusión, email, blogs y podcasts (Tick, 2013).  
De acuerdo a (Boneu, 2007) y (Coll, 2008) los AVA deben tener dos tipos de 
características muy importantes: técnicas y pedagógicas 
 Características técnicas:  
o Tipo de licencia: propietaria, gratuita y/o código abierto. 
o Idioma. Disponibilidad de un soporte para la internacionalización o 
arquitectura multilenguaje. 
o Sistema operativo y tecnología empleada. Compatibilidad con el sistema 
de la organización.  
o Documentación de apoyo sobre la propia plataforma dirigida a los 
diferentes usuarios de la misma.  
o Comunidad de usuario. La plataforma debe contar con el apoyo de 
comunidades dinámicas de usuarios y técnicos 
 
 Características pedagógicas. Disponer de herramientas y recursos que permitan: 
realizar tareas de 
o Realizar tareas de gestión y administración de los cursos 
o Facilitar la comunicación e interacción entre los usuarios  
o El desarrollo e implementación de contenidos  
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o La creación de actividades interactivas  
o La implementación de estrategias colaborativas  
o La evaluación y el seguimiento de los estudiantes  
o Que cada estudiante pueda personalizar el entorno adaptándolo a sus 
necesidades y características.  
Una lista de los ambientes virtuales de aprendizaje más reconocidos a nivel mundial es 
presentada en la Tabla 1-2. 
Tabla 1-2: Lista de los principales ambientes virtuales de aprendizaje 
AVA Dirección web Tipo 
ATutor http://www.atutor.ca/ Libre 
Blackboard http://www.blackboard.com/ Privado 
Claroline http://www.claroline.net/ Libre 
Dokeos http://www.dokeos.com/ Privado 
eCollege http://www.ecollege.com/ Privado 
EduMate http://www.edumate.com.au/ Privado 
FirstClass http://www.firstclass.com/ Privado 
ILIAS http://www.ilias.de/ Libre 
Moodle http://www.joomlalms.com/ Libre 
Sakai https://www.sakaiproject.org/ Libre 
Studywiz http://www.studywiz.com/ Privado 
WebCT http://www.webct.com/ Privado 
(Elaboración propia) 
1.3 Ludificación 
La palabra ludificación más conocida por su correspondiente en inglés ‘Gamification’ 
proviene del latín ludus que significa juego. Aunque no existe una definición exacta de lo 
que es la ludificación varios autores la han tratado de hacer. De acuerdo a (Schoech, 
Boyas, Black, & Elias-Lambert, 2013) la ludificación se podría definir como la aplicación 
de los elementos de los juegos dentro de procesos y servicios ya existentes con el fin de 
comprometer y motivar. (Li, Dong, Untch, & Chasteen, 2013) la definen como el uso de 
las mecánicas del juego para atraer a una determinada audiencia y promover 
comportamientos deseados”. Según (Deterding, Khaled, Nacke, & Dixon, 2011) es el uso 
de los elementos de los juegos en ambientes ajenos a los juegos.  
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Basados en las definiciones brindadas en la literatura, la ludificación se podría 
contextualizar como se ve en la Figura 1-3, allí se logra ver que la ludificación no son los 
juegos como tal, sino la utilización de los elementos que los componen. 
Figura 1-3: Contextualización de la ludificación  
 
(tomado de (Deterding et al., 2011)) 
 
El principal objetivo de la ludificación es el de poder motivar a la personas a tener 
comportamientos deseados o realizar acciones que generalmente no harían. Lo anterior 
se basa en la idea de que las personas realizan las actividades de la vida cotidiana ya 
sea por motivación intrínseca (por el simple placer de realizarla, por ejemplo un hobby) o 
por motivación extrínseca (por la recompensa que van a obtener luego de realizarla). 
Entendida así,  la ludificación es una técnica que permite afirmar la motivación intrínseca 
y busca mejorar la motivación extrínseca de las personas a partir de  la utilización de 
elementos de juegos (Schoech et al., 2013). 
Para entender la ludificación (Hunicke, Leblanc, & Zubek, 2004) propone un modelo 
conceptual denominado MDA por sus siglas en inglés Mechanics (Mecánicas), Dynamics 
(Dinámicas) y  Aesthetics (Estéticas), en el cual describe los componentes en los que se 
basa la ludificación. Según el autor, estos tres elementos se conjugan para poder crear 
ambientes verdaderamente ludificados que permiten a las personas a realizar las 
acciones deseadas, la Figura 1-4 presenta la relación entre los elementos. 
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Figura 1-4: Relación entre los juegos y el modelo MDA 
 
(tomado de: (Hunicke et al., 2004)) 
Las mecánicas de los juegos son una serie de reglas que intentan generar actividades 
que se puedan disfrutar, que generen un cierto tipo de ‘adicción’ y compromiso por parte 
de los usuarios (Hairol et al., 2013). Como se puede ver en la Tabla 1-3 (Beza, 2011) 
propone lista de las mecánicas generalmente usadas para crear un ambiente ludificado. 
Tabla 1-3: Principales mecánicas de la ludificación 
Mecánica Descripción 
Puntos 
Los puntos pueden ser usados para recompensar a los usuarios a 
medida que realizan alguna acción en la plataforma, generalmente los 
puntos son puntos de experiencia, puntos por habilidades o puntos de 
influencia 
Niveles 
Los niveles son un sistema que permite a los usuarios ser 
recompensando por la acumulación de puntos, el cual permite 
demostrar un cierto grado de experiencia, comúnmente algunas 
habilidades o ítems pueden ser desbloqueadas a medida que los 
usuarios incrementan su nivel. 
Desafíos, 
trofeos, 
insignias y 
logros: 
Estas cuatro mecánicas trabajan de una manera similar y su principal 
misión es la de alentar al usuario a hacer algo y luego ser 
recompensado. Los desafíos les dan a las personas objetivos sintiendo 
que ellos están trabajando por conseguir algo.  
Bienes 
Virtuales 
Son elementos que se pueden ir consiguiendo a medida que se va 
avanzando dentro del sistema, estos generalmente son obtenidos por la 
realización de alguna tarea. 
Ranking 
Los ranking permiten mostrar cual es el desempeño de casa usuario con 
respecto al de los demás, este permite crear una competencia sana 
entre los usuarios al querer superar a sus demás compañeros. 
Regalos y 
caridad 
Son elementos que pueden ser dados de un participante a otro con el fin 
de mostrar un grado de compañerismo y/o gratitud 
(tomado de: (Beza, 2011)) 
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(Hairol et al., 2013) define a las dinámicas de los juegos como los aspectos globales a los 
que un sistema ludificado debe orientarse, es decir, está relacionado con los efectos, 
motivaciones y deseos que se pretende generar en el participante. (Beza, 2011) propone 
una lista de las principales dinámicas usadas por la ludificación, las cuales se describen 
en la Tabla 1-4. 
Tabla 1-4: Principales dinámicas de la ludificación. 
Dinámica Descripción 
Recompensa Las personas se motivan cuando saben que van a recibir una 
recompensa, esta puede ser tangible o intangible. 
Estatus 
La mayoría de las personas tienen la necesidad de estatus, 
reconocimiento, fama, prestigio, atención, la estima y el respeto de 
los demás. Las personas sienten la necesidad de involucrarse en 
actividades para obtenerla, todos los elementos de las mecánicas 
estimulan esta dinámica. 
Logro 
Mucha gente se motiva por la necesidad de logro para lograr algo 
difícil a través de esfuerzos repetidos y prolongados para conseguir 
los objetivos. Las personas motivadas por los logros tienen a buscar 
a desafíos moderadamente difíciles (pero logrables) siendo su 
máxima satisfacción es ser reconocido por sus logros. 
Auto 
expresión 
La gran mayoría de personas quiere y necesita oportunidades para 
expresar su autonomía y originalidad, se quieren distinguir teniendo 
personalidades únicas que los diferencien de los demás. Esto se 
relaciona con el deseo humano de mostrar el sentido de estilo, 
identidad y personalidad. Usar bienes virtuales es un modo muy 
común para los usuarios de crear su propia identidad, estos pueden 
ser obtenidos como una recompensa, recibido como un regalo o 
comprado con dinero real, la creación de avatares también es usado 
como método de expresión. 
Competencia 
Las personas también pueden ser motivadas a través de la 
competencia. Existen evidencias que los más altos niveles de 
rendimiento pueden ser logrados cuando se establece un ambiente 
competitivo y el ganador es recompensado. Esto se da ya que 
ganamos un cierto grado de satisfacción comparando nuestro 
rendimiento con el de los demás. Por tal razón es usado los rankings 
públicos con el fin de mostrar nuevos logros desbloqueados, 
recompensas obtenidas o los desafíos superados pueden ser un 
gran motivador para otros usuarios. 
Altruismo 
El brindar algo a los demás es una de las mejores maneras de poder 
establecer relaciones entre personas que no se conocen, esto puede 
ser algún tipo de bien real, o simplemente información o ayuda sin 
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esperar nada a cambio. 
(tomado de: (Beza, 2011)) 
 
La estética describe el efecto emocional que se espera que se den en las personas 
cuando el jugador está interactuando con el juego. De este modo al surgir emociones 
como diversión, confianza, sorpresa y satisfacción en el usuario entonces puede haber 
un compromiso (Hunicke et al., 2004). 
La Tabla 1-5 muestra la relación existente entre las mecánicas y las dinámicas donde se 
puede observar como las dinámicas pueden influir a la vez en varias dinámicas del 
sistema. 
Tabla 1-5: Correlación entre las mecánicas y las dinámicas  
Mecánicas 
del juego 
Deseos humanos 
Recompensa Estatus Logro 
Auto-
expresión 
Competencia Altruismo 
Puntos    
 
  
Niveles    
 
 
 
Trofeos, 
insignias       
Bienes 
virtuales      
 
Ranking    
 
  
Regalos y 
caridad 
 
  
 
  
(tomado de: (Beza, 2011)) 
 
En la actualidad, la ludificación está siendo usada ampliamente en varios sectores como 
la salud, industrial, tecnología, educación, entre otros. Por ejemplo en las empresas es 
usado como una herramienta importante de negocios para comprometer a los clientes 
con sus productos e incrementar la popularidad de sus plataformas (Herzig, Ameling, & 
Schill, 2012) (Neeli, 2012).  
En el campo de la educación diversas investigaciones sugieren que esta técnica también 
puede ser usada de manera efectiva como una herramienta para incrementar el 
compromiso y la motivación de los estudiantes (Hairol et al., 2013). Por ejemplo 
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(Domínguez et al., 2013) muestran la importancia que tiene el hacer uso de esta 
metodología en la enseñanza, y el impacto que este puede llegar a tener en un contexto 
educativo. (Hosack, Lim, & Vogt, 2012; Li et al., 2013; Simões, Redondo, & Vilas, 2013) 
presentan mediante casos de estudio como el rendimiento de los estudiantes que 
participan de cursos ludificados es más alto de estudiantes que participan en cursos que 
no lo son. Según estos autores dichos cursos incentivan su carácter competitivo y les 
ayuda a desarrollar habilidades sociales, cognitivas y emocionales. Lo anterior 
principalmente porque la mayoría de los estudiantes están ampliamente familiarizados 
con los juegos y se ven fácilmente atraídos por ambientes que contengan contenidos 
multimedia (Domínguez et al., 2013).  
De acuerdo a (Pérez et al., 2010) son varias las ventajas que trae a los distintos actores 
el aplicar esta técnica en las instituciones educativas: 
 Ventajas para el alumno: 
o Premia el esfuerzo 
o Avisa y penaliza la falta de interés 
o Premia el trabajo extra 
o Aporta una medida clara del desempeño del alumno 
o Propone vías para mejorar su nota en la asignatura, y para mejorar su 
currículo de aprendizaje 
 Ventajas para el profesor 
o Supone una forma de fomentar el trabajo en el aula 
o Facilita premiar a los que en realidad se lo merecen 
o Permite un control automático del estado de los alumnos, descargándolo 
de tareas de gestión 
 Ventajas para la institución 
o Puede ofrecer una medida de desempeño del alumno a sus padres 
o Es un sistema novedoso y efectivo 
 
1.4 Programación Competitiva 
La programación competitiva es una metodología que, como su nombre lo indica, tiene el 
fin de crear ambientes que permitan a los estudiantes competir sanamente entre sí 
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mediante la resolución de ejercicios de programación bajo los estándares de la ACM-
ICPC (Revilla, Manzoor, & Liu, 2008).  
Según (Halim & Halim, 2010) el principal objetivo de esta práctica es la de educar a los 
estudiantes para que sean excelentes ingenieros de software que utilicen el estado del 
arte de las estructuras de datos y algoritmos, de modo que puedan encontrar las mejores 
soluciones para cada uno de los problemas que surgen actualmente en el mundo. 
Actualmente hay varias competencias que se llevan a cabo a nivel mundial haciendo uso 
de esta práctica con una gran variedad de ejercicios. Sin embargo el objetivo de cada 
competencia puede variar entre cada. desde probar el conocimiento de los participantes, 
a mejorar el aprendizaje, promover la informática y encontrar competidores talentosos 
(Hakulinen, 2011). 
Existen dos tipos de competencias académicas muy conocidas a nivel mundial, la 
primera es el IOI o (International Olympiad in Informatics)1, es una olimpiada a nivel 
internacional de programación para estudiantes de bachillerato. Esta competencia es a 
nivel individual y se lleva a cabo desde 1989 con el objetivo es promover las ciencias de 
la computación entre los jóvenes y descubrir y estimular a estudiantes talentosos. La 
segunda competencia corresponde a la ICPC (International Collegiate Programming 
Contest)2, una competencia para estudiantes universitarios, en los cuales se debe 
conformar grupos de 3 personas con el fin de resolver una serie de ejercicios que varían 
de dificultad haciendo uso de un solo computador (Verhoeff, 2009). 
Existen muchas otras competencias que son llevadas a cabo por internet, en donde 
cientos de participantes a nivel mundial pueden participar, en la Tabla 1-6 se presentan 
algunas de las más conocidas. 
Tabla 1-6: Competencias más reconocidas de programación 
Competencia Descripción 
TopCoder3 
Es la plataforma con el mayor número de usuarios registrados a nivel 
mundial (alrededor de 634.000), permite participar semanalmente en 
competencias de programación y diseño de software con estudiantes 
                                               
 
1 http://www.ioinformatics.org/ 
2 http://icpc.baylor.edu/ 
3 http://www.topcoder.com/ 
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de todas las partes del mundo. Su objetivo principal es el de ayudar a 
los estudiantes a mejorar sus habilidades, y ganar experiencia en el 
desarrollo de software para proveer a la industria de los más talentosos 
programadores que resuelvan los problemas de las tecnologías 
emergentes. 
Google Code 
Jam4 
Es una competencia anual realizada por Google, en donde el objetivo 
principal es resolver problemas de programación en una cantidad de 
tiempo determinado. Su objetivo principal es identificar estudiantes 
talentosos que sean potenciales empleados de Google. 
Facebook 
HackerCup 
Es una competencia anual realizada por la red social, en donde se 
asignan un número determinados de ejercicios para ser resueltos en 24 
horas. Consta de 3 etapas, hasta que los primeros 25 participantes se 
presentan en la final en las oficinas de Facebook. 
Imagine 
Cup5 
Es una competencia anual realizada por Microsoft donde se asigna un 
problema relacionado con algina problemática a nivel mundial, cada 
equipo deberá implementar una solución innovadora usando 
tecnologías Microsoft. 
(Elaboración propia) 
Aunque no existe un estándar acerca de los tipos de problemas y dinámicas de la 
programación competitiva, la gran mayoría de las competencias siguen la dinámica 
mostrada en la Figura 1-5. 
                                               
 
4 https://code.google.com/codejam 
5 https://www.imaginecup.com 
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Figura 1-5: Dinámica en competencia de programación competitiva 
 
(Elaboración propia) 
Ya respecto a la naturaleza de los problemas como tal y sobre todo de su utilización en 
aulas de clase, la misma puede ser muy variada. (Ragonis, 2012) por ejemplo, propone 
doce tipos diferentes de preguntas que podrían ser usadas por los docentes para llevar a 
cabo en los cursos relacionadas con las ciencias de la computación. A partir de dichos 
tipos (Hakulinen, 2011) resume las tres metodologías que son las más utilizadas en las 
competencias a nivel mundial: problemas con uso de programación, problemas sin uso 
de programación y comprensión de código.  
 Problemas con uso de programación: La gran mayoría de las competencias en 
informática conllevan a programar. En este tipo de problemas los competidores 
generalmente deben realizar un código que resuelva un cierto problema, 
normalmente los problemas deben ‘pasar’ o superar unos casos de pruebas, con este 
tipo de problemas es posible brindar a los participantes una retroalimentación 
inmediata y permitirles el envío de más soluciones hasta que esta sea correcta 
(Hakulinen, 2011). 
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 Problemas sin uso de programación: Este tipo de competencias hacen uso solo de 
lápiz y papel, en este tipo de competencias se busca evaluar los conocimientos 
informáticos de los estudiantes relacionados con la programación, según (Burton, 
2010) este tipo de competencias pueden atraer a más estudiantes de otras carreras 
que no necesariamente están relacionados con la programación pero que están 
interesados en la temática especialmente estudiantes de matemáticas y física. 
Generalmente este tipo de competencias están basados en selección múltiple o 
seguir un algoritmo en donde su salida es un número entero (Kubica & Radoszewski, 
2010). 
 
 Comprensión de código: Otro tipo de competencia es el uso de problemas que 
requieran de habilidades de lectura de códigos. En la vida real, los programadores 
deben muy a menudo tener que leer código fuente creado por otras personas. En 
este caso el participante debe entender el código fuente con el fin de analizarlo y 
mejorarlo. Generalmente a los competidores se les asigna un código con el fin de 
encontrar el error, construir un contraejemplo, estimar la complejidad, o implementar 
una versión más eficiente del mismo algoritmo (Hakulinen, 2011). 
 2. Problema y justificación de la Investigación 
2.1 Problema 
El proceso de enseñanza y aprendizaje de la programación es considerado uno de los 
siete grandes desafíos de la computación (Mcgettrick et al., 2005), de hecho, existe 
bastante evidencia acerca del bajo rendimiento de los estudiantes universitarios  después 
de completar el primer curso de programación (McCracken et al., 2001) (Kranch, 2012). 
Además los cursos de programación son considerados por los estudiantes como de gran 
dificultad y tienen altas tasas de deserción (Robins, Rountree, & Rountree, 2003). 
Los estudiantes que inician en la programación frecuentemente tienen muchas 
dificultades para comprender los conceptos, ya que estos generalmente son abstractos y 
no están familiarizados con ellos. Desafortunadamente, los métodos tradicionales y 
estáticos ayudan muy poco para mejorar las habilidades de los estudiantes para 
visualizar y entender los conceptos difíciles de la programación (Wilcocks & Sanders, 
2002). 
Numerosos autores (Ala-mutka, 2008; Gomez & Mendes, 2007; Gulatee & Combes, 
2006; Lahtinen, Ala-Mutka, & Järvinen, 2005; Milne & Rowe, 2002; Mow, 2008; Nichols, 
2008; Renumol, Jayaprakash, & Janakiram, 2009; Us & Ger, 2001) han identificado y 
clasificado los principales desafíos y problemas que enfrentan los estudiantes durante el 
proceso de enseñanza/aprendizaje en los cursos de programación. Al hacer una 
compilación de los diferentes criterios mencionados por los autores estos se podrían 
resumir en:   
1. Métodos de enseñanza 
 La enseñanza no es personalizada, debido a grupos muy grandes 
 Las estrategias de los docentes no soportan todos los estilos de aprendizaje 
 Poca o ninguna retroalimentación por parte del docente a los estudiantes 
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 Se enseñan conceptos dinámicos a través de materiales estáticos 
 Los docentes normalmente están más concentrados en enseñar los detalles 
de sintaxis de un lenguaje en vez de promover  la resolución de problemas 
usando el lenguaje de programación  
 
2. Los métodos de estudio. 
 Los estudiantes usan metodologías incorrectas de estudio 
 Los estudiantes no estudian ni practican lo suficiente para adquirir las 
habilidades en programación  
 Los estudiantes no saben cómo resolver problemas 
 Los estudiantes no tienen los conocimientos previos necesarios 
 Los estudiantes no tienen ningún tipo de interacción con la programación 
previamente. 
 
3. La naturaleza de la programación 
 La programación requiere de un alto nivel de abstracción 
 Los lenguajes de programación tienen una sintaxis comúnmente muy 
complicada. 
 
4. Efectos sicológicos y sociales 
 Los estudiantes no están motivados  
 Los estudiantes son anónimos en las clases 
 Poca o ninguna interacción entre los estudiantes 
Los autores citados previamente coinciden en que aprender a programar es difícil y 
además los resultados de estudios basados en experiencias en cursos de programación 
de computadores muestran que es imposible convertir a un estudiante novato en un 
programador experto durante una carrera de pregrado de 4 años. Incluso, argumentan 
que solo se pueden lograr buenas habilidades mediante la practica (Renumol et al., 
2009). 
Considerando esta problemática, algunas investigaciones se han orientado en el 
mejoramiento de la efectividad de la educación de la programación, sin embargo los 
resultados no han sido probados o globalmente aceptados (Elgamal et al., 2011). 
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2.2 Justificación  
Existen por lo menos tres componentes, adicionales a la problemática discutida en la 
sección anterior, que justifican el desarrollo de esta investigación. 
Primero, el gran crecimiento en número de estudiantes que está teniendo las carreras 
relacionadas con los sistemas y la computación. Según estadísticas del Ministerio de 
Educación Nacional en Colombia en su Sistema Nacional de Información de la Educación 
Superior (SNIES) hay más de 154 instituciones educativas con un total de 201 programas 
a nivel técnico, tecnológico y profesional de cursos relacionados con los sistemas y la 
computación, demostrando la alta demanda de este tipo de carreras. 
Segundo, las altas tasas de deserción que se presenta en educación superior en carreras 
relacionadas con la Ingeniería. Según el Ministerio de Educación de Colombia en su 
Sistema para la Prevención de la Deserción de la Educación Superior (SPADIES) en 
promedio en los últimos 10 años las tasas de deserción a nivel universitario en la carrera 
de ingeniería de sistemas ascienden al 57,8%. En otras palabras, menos de la mitad de 
los estudiantes que comienzan, culminan con éxito.   
Tercero, nada más en Colombia las ofertas laborales en este campo han aumentado 
significativamente. Según estadísticas de la dirección de Políticas y Desarrollo TI del 
Ministerio de Tecnologías de la Información y las Comunicaciones se estima que al año 
Colombia necesita graduar 12.000 ingenieros de sistemas. Sin embargo, solo 5.000 
nuevos profesionales salen a suplir las necesidades de la industria, más específicamente 
el déficit de profesionales para la industria del software en el país crece a un ritmo 
cercano al 5 por ciento cada año6. Además, las carreras relacionadas con el desarrollo 
de software son de las mejores pagadas en el campo de la ingeniería y el de las 
tecnologías de la información, esto según un artículo publicado por el Instituto de 
Ingeniería Eléctrica y Electrónica IEEE que muestra que los mejores salarios se 
encuentran en este tipo de carreras7. 
                                               
 
6 http://www.eltiempo.com/archivo/documento/CMS-13480380 
7 http://careers.ieee.org/article/bestjobs_0612.php 
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En síntesis, la justificación de este trabajo investigativo se concentra en que por una 
parte existe una gran demanda de formación de profesionales relacionados con las 
ciencias de la computación, pero por otra, hay una fuerte evidencia de la dificultad que 
supone el proceso de enseñanza-aprendizaje de la programación. 
 3. Estado del arte 
Es bien sabido que la enseñanza de la programación es un proceso que integra varios 
factores, los cuales tienen un único fin y es hacer que el estudiante adquiera una serie de 
habilidades lógicas y matemáticas que le permitan solucionar un problema a través de un 
algoritmo y que puede extender dicho conocimiento a otras áreas. Durante este capítulo 
se discuten los últimos avances realizados en el campo de la enseñanza de la 
programación a partir de una revisión bibliográfica de algunos de dichos factores. En 
particular, este capítulo describe diversos trabajos agrupados de acuerdo a si su aporte 
de centra en metodologías, técnicas y/o herramientas desarrollados para este fin. 
En cuanto a la metodologías, (Q. Wang, Yu, & Yu, 2009) (Öztemel & Yavuz, 2009) 
(Mohorovičić & Strčić, 2011)   presentan por ejemplo una lista estrategias de enseñanza 
más empleadas en el aprendizaje de la programación. Entre ellas se encuentran el 
aprendizaje basado en problemas, aprendizaje basado en juegos, aprendizaje 
colaborativo, aprendizaje basado en ejemplos, aprendizaje basado en proyectos. 
A partir de dichas estrategias, numerosos modelos han sido diseñados para ser 
aplicados en cursos de programación. (Elgamal et al., 2011) proponen un sistema 
basado en el modelo ADDIE de aprendizaje basado en ejemplos, en donde al estudiante 
se le presenta un ejemplo de algoritmo que realiza una acción por ejemplo sobre una 
página web, y él puede tomar como base tal código e ir modificando a su antojo los 
elementos y las variables para alterar su comportamiento y ver los efectos que esto tiene. 
Los autores concluyen que esta metodología es excelente para estudiantes que no tienen 
cierto conocimiento previo en un lenguaje, sino que se pueden basar en ejemplos y 
códigos pre elaborados para adquirir los conocimientos y realizar aplicaciones más 
complejas. 
(Park & Kim, 2003) proponen un modelo denominado modelo híbrido que tiene su 
fundamento en el aprendizaje basado en problemas en donde midieron su impacto con 
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respecto a la enseñanza tradicional en varios tipos de cursos como economía y 
computación. En este se encontró que los estudiantes guiados bajo la metodología 
propuesta tuvieron un mejor desempeño especialmente según los autores debido a el 
mayor esfuerzo mental y creatividad que se requeria para resolver los problemas 
propuestos. Así también (Iqbal & Harsh, 2013) proponen un modelo llamado ADRI 
(Approach, Deployment, Results, Improvement) en donde buscan enseñar a programar a 
estudiantes novatos basado en la resolución de problemas y el uso de materiales 
adaptativos para varios tipos de aprendizaje de estudiantes, en donde se demostró que 
el aprendizaje basado en problemas mejora las habilidades críticas y analiticas de los 
estudiantes a largo plazo. 
(Kim & Lee, 2013) proponen un modelo llamado DMGL basado en el aprendizaje basado 
en juegos en donde hacen uso de los modelos conceptuales MDA y ARCS (Attention, 
Relevance, Confidence, Satisfaction). En este trabajo hacen una comparación entre la 
enseñanza tradicional y el aprendizaje basado en juegos (GBL), demostrando que el GBL  
puede tener una mayor efectividad a largo plazo, especialmente dado por el desarrollo de 
la motivación extrinseca. En (Rodríguez Corral, Civit Balcells, Morgado Estévez, Jiménez 
Moreno, & Ferreiro Ramos, 2014) presentan la experiencia enseñando programación 
orientada a objetos haciendo uso de dispositivos electrónicos programables basandose 
en GBL, allí se tomaron dos grupos, en el cual uno fue guiado bajo una metodología 
estandar de enseñanza de programación orientada a objetos mientras que otra hizo uso 
de la metodología propuesta, ambos grupos fueron evaluados mediante un examen de 
múltiple respuesta, en donse se logró evidenciar un mejor desempeño en el grupo guiado 
bajo la metodología propuesta. 
En (Othman, Othman, & Hussain, 2013) presentan un modelo llamado OCLS basado en 
aprendizaje colaborativo para cursos de programación basado en tres fases: recolección 
de datos, análisis, diseño e implementación. En esta investigación hacen una 
comparación entre la enseñanza tradicional y el aprendizaje colaborativo en donde 
demuestran que los estudiantes tienen mejores desempeños cuando sienten que hacen 
parte de una comunidad y tienen una mayor comunicación con sus compañeros, pero 
que trabajan en pequeños grupos ya que facilitan la comunicación entre los participantes. 
En (Y. Wang, Li, Feng, Jiang, & Liu, 2012) proponen un sistema de evaluación entre 
pares, alli presentan a EduPCR un sistema de evaluación en línea que permite a los 
estudiantes valorar y calificar los algoritmos realizados por los demás estudiantes del 
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curso basado en un ejercicio propuesto por el docente, en este mencionan los beneficios 
que tuvieron basandose en que los estudiantes debían primero entender el algoritmo que 
realizó cada compañero para luego valorarlo, dando la oportunidad que los estudiantes 
pudieran aprender de nuevas técnicas a partir de ver los códigos de los demás. 
(Köse, 2010) presenta un sistema en línea para llevar a cabo cursos efectivos de 
programación web basado en el aprendizaje basado en proyectos, el autor propone una 
serie de actividades y entregables que se deben realizar al adoptar este tipo de 
aprendizaje, aquí se muestra el buen desempeño que tuvo el curso en general a partir de 
seguir esta metodología.  (Pucher & Lehner, 2011) presenta un estudio de 500 proyectos 
llevados a cabo en las ciencias de la computación siguiendo el aprendizaje basado en 
proyectos, demostrando la alta utilización de esta técnica en los cursos de programación, 
aquí el autor concluye que en la mayoría de los estudios los estudiantes sienten afinidad 
con esta metodología ya que les permite llevar un paso constante para la realización de 
un trabajo que integre todos los conocimientos adquiridos durante el curso. 
En cuanto a las técnicas, diversas han sido usadas en distintas instituciones educativas 
con el fin de crear un ambiente propicio para el aprendizaje de la programación y hacer 
de este un proceso más efectivo. 
Una de estas técnicas es la programación competitiva usada para mejorar las habilidades 
en el desarrollo de algoritmos en los estudiantes. (Garcia-mateos & Fernandez-aleman, 
2009) muestran la experiencia que han tenido con la programación competitiva en la 
Universidad de Murcia España, en donde hacen uso de un juez en línea para la 
evaluación de los algoritmos, en esta metodología incentiva el trabajo independiente, 
promueve la competencia y hace más interesante y desafiante los cursos de 
programación para los estudiantes lo cual incrementa su interés por los contenidos. 
(Halim & Halim, 2010) presentan la experiencia que han tenido en la Universidad 
Nacional de Singapur, en donde se dicta un curso propiamente de programación 
competitiva para entrenar a los estudiantes para participar en el campeonato mundial de 
programación. Allí muestran como los estudiantes que hacen parte de este tipo de 
competencias tienen un mayor campo laboral y son contratados por compañías 
multinacionales de desarrollo de software. 
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(Coles, Jones, & Wynters, 2011) presentan una guía metodológica para el análisis y 
resolución de problemas para participar en competencias de programación, en este se 
hace un mayor enfoque en el ‘como’ se deberían resolver los problemas más que en 
resultado, sin embargo hacen uso de un juez en línea para validar los algoritmos. 
A partir de técnica (Dolinsky, 2013) presenta una metodología de enseñanza de 
programación llamada DL la cual según el autor puede ser usada en grupos con varios 
niveles de conocimiento y motivación en el cual presentan un tipo de material o ejercicios 
dependiendo de la clasificación del estudiante en una escala propuesta. A su vez (Hiron 
& Février, 2012) presentan un sistema que permiten ejecutar paso a paso los algoritmos 
realizados por el estudiante, mostrando el valor de las variables y su salida parcial para ir 
determinando si el algoritmo si está dando la solución correcta al problema.  
Otra técnica, usada cada vez más en años recientes, es la ludificación, la cual es 
empleada como método para incentivar a los estudiantes a llevar a cabo ciertas 
actividades o tareas que generalmente no harían, en las investigaciones hacen uso de la 
ludificación como una herramienta efectiva para mejorar el rendimiento de los estudiantes 
en distintos tipos de cursos. 
(Talug, 2012) demuestra el aprendizaje a largo plazo que pueden llegar a tener los 
estudiantes haciendo uso de los elementos de los juegos. En esta investigación se 
resumen el resultado de varias investigaciones con estudiantes haciendo uso de redes 
sociales como herramienta para enseñar, allí concluyen dos factores muy importantes 
para que haya un aprendizaje más duradero se debe tener algún tipo de interacción con 
los demás compañeros, se debe explotar la creatividad y el carácter propositivo. 
(Schoech et al., 2013) presenta a PeerSpace un ambiente ludificado que permite a 
estudiantes de ciencias de la computación participar en foros de discusión acerca de 
problemas de programación, de acuerdo a los autores hacer el uso de este tipo de 
ambientes promueven la competencia entre los estudiantes a realizar mejores y más 
eficientes algoritmos ya que estos eran evaluados por sus mismos compañeros. 
(Ibanez, Di Serio, & Delgado Kloos, 2014)  presentan un estudio en donde se evalúa la 
efectividad y el compromiso de los estudiantes en un curso ludificado de programación 
basado en el lenguaje C, en donde muestran que el resultado obtenido por lo estudiantes 
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que participaron en el curso ludificado fue superior al de los demás. Según los autores 
especialmente debido a la motivación de los estudiantes por superar los hitos del curso. 
Finalmente, respecto a las herramientas, algunas de las más usadas para facilitar estos 
procesos son las de visualización y calificación automática de algoritmos. JHAVÉ (Naps, 
2005) es un programa que permite la visualización de algoritmos de una forma gráfica, 
tiene un control de tipo VCR permitiendo hacer un paso a paso, además cuenta la opción 
de hacer preguntas para que el estudiante las vaya respondiendo mientras le hace 
seguimiento al código. 
En (Myller, Bednarik, & Moreno, 2007) se presenta a Jeliot una extensión de BlueJ, el 
cual es un ambiente integrado de desarrollo diseñado para la enseñanza de 
programación orientada a objetos como primer curso introductorio, BlueJ permite generar 
dinámicamente un quasi diagrama UML, permitiendo a los estudiantes interactuar 
dinámicamente con este. 
En (Ii, Hendrix, & Umphress, 2004) y (Cross II, Hendrix, & Barowski, 2011) se presenta  a 
jGRASP  un ambiente integrado de desarrollo (IDE), con la capacidad de crear 
visualizaciones automáticas de código para mejorar la comprensión del software, este 
incluye diagramas para las estructuras de control, diagrama de clases de UML y permite 
la visualización dinámica de los objetos. 
Las herramientas de visualización permiten a los estudiantes una presentación visual de 
la estructura y las operaciones de un programa, un profundo análisis fue realizado en 
(Hundhausen, Douglas, & Stasko, 2010) y (Halim, Koh, Bo, Loh, & Halim, 2012). 
(Vrachnos & Jimoyiannis, 2014) presentan a DAVE un Sistema para la visualización de 
algoritmos, permitiendo hacer un paso a paso de los mismos y pudiendo cambiar los 
valores de las variables cuando deseen. 
Otra de las herramientas altamente usadas en la actualidad son los evaluadores o jueces 
automáticos, los cuales permiten la evaluación automática y programada del trabajo de 
un estudiante sin la intervención de un profesor.  
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TRAKLA2 (Malmi, Karavirta, Korhonen, Nikander, & Sepp, 2004) es una de las más 
completas plataformas que permiten la simulación y evaluación automática de algoritmos 
realizados por los estudiantes de una manera completamente gráfica. 
En (English, 2004) se describe un sistema para la evaluación automática de GUI 
(Interfaces Graficas de Usuario), haciendo uso de JEWL una librería de Java. 
En (Higgins, Gray, Symeonidis, & Tsintsifas, 2005) la evaluación automática no está 
limitada a los algoritmos, CourseMaker también permite la evaluación de diagramas de 
flujo transformándolos en programas que puedan ser ejecutados. 
En (Georgouli & Guerreiro, 2010) por ejemplo, se presenta la experiencia dentro de un 
curso de programación usando Mooshak, mientras que (Law, Lee, & Yu, 2010) muestran 
la experiencia usando el sistema PASS. Una lista completa de sistemas evaluadores 
automáticos es presentada en (Ala-Mutka, 2009).   
 4. Preguntas, Objetivos y Metodología de 
Investigación 
4.1 Preguntas de investigación 
Luego de la identificación del problema de investigación y de realizar un estudio de los 
avances existentes realizados por distintos investigadores en esta temática, se plantean 
las siguientes preguntas de investigación que se buscan responder durante el desarrollo 
de este trabajo:  
 ¿Qué factores dificultan mayormente el proceso de enseñanza y/o aprendizaje en 
los cursos de programación? 
 
 ¿Cuáles estrategias o didácticas han demostrado un mayor potencial en lo 
solución de los problemas anteriormente encontrados? 
 
 ¿Cómo se podría definir un modelo que involucre las estrategias o didácticas 
previamente descritas? 
 
 ¿Cómo se podría mejorar el rendimiento de los estudiantes a través de técnicas 
alternativas de enseñanza en los cursos de programación basada en la 
metodología anteriormente expuesta? 
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4.2 Objetivos de la investigación 
4.2.1 Objetivo General 
Proponer un modelo tecno-pedagógico para la creación y diseño de cursos de 
programación basado en metodologías alternativas de enseñanza. 
4.2.2 Objetivos Específicos 
 Identificar que desafíos y problemáticas comunes se presentan en los estudiantes 
durante el proceso de aprendizaje en los cursos de programación 
 
 Caracterizar diversos modelos pedagógicos basados en las Tecnologías de 
Información y Comunicaciones para la enseñanza de la programación o que se 
puedan adecuar a ellas. 
 
 Identificar que metodologías, técnicas y herramientas han sido útiles en los 
procesos de enseñanza-aprendizaje de la programación. 
 
 Proponer un modelo para el diseño y creación de cursos de programación que se 
base en los modelos y estrategias identificadas previamente. 
 
 Validar el modelo propuesto mediante experimentación en un entorno real a partir 
de la implementación de un prototipo basado en la metodología propuesta. 
 
 
4.3 Metodología de la investigación 
Los pasos para el desarrollo de este trabajo pretenden resolver los objetivos específicos 
planteados en el numeral anterior. 
Para dar cumplimiento al primer objetivo se realiza una revisión bibliográfica para 
identificar los principales problemas y desafíos que se presentan a los estudiantes en los 
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cursos de programación. Un resumen de dicha revisión fue presentada en la sección del 
problema y justificación de la investigación. 
Para cumplir el segundo objetivo, se realiza una revisión de los principales modelos de 
diseño instruccionales tecno-pedagógicos existentes en la actualidad, que hayan sido 
probados e implementados en alguna institución educativa y que combinen estrategias 
de enseñanza tradicionales con metodologías basadas en tecnologías. Un resumen de 
dicha revisión fue presentada en el marco teórico. 
Para cumplir el tercer objetivo específico se analizan diversas investigaciones 
relacionadas con estrategias, metodologías y herramientas que han tenido algún impacto 
en la enseñanza de programación. Un resumen de dicho análisis fue presentado en el 
estado del arte. 
Para dar cumplimiento al cuarto objetivo específico, se realiza un análisis más profundo 
de las metodologías, técnicas y herramientas seleccionadas. Así mismo, se plantea un 
modelo que integra esos tres componentes dentro de un ambiente virtual de aprendizaje 
que ayude a potenciar el impacto y la efectividad en los cursos. El desarrollo de este 
objetivo es el foco del siguiente capítulo. 
Por último, se valida el modelo propuesto mediante un diseño cuasi experimental usando 
el método de presencia-ausencia. Se plantea que un grupo de estudiantes sea sometido 
a un curso de programación mediante enseñanza tradicional con un ambiente virtual 
estático como MOODLE, mientras que el otro grupo haga parte de un curso que tenga 
implementado el modelo propuesto haciendo uso de un ambiente virtual de aprendizaje. 
Dicha validación se presenta en el capítulo 7, incluyendo un análisis de los resultados 
obtenidos con el propósito de medir el impacto que tuvo el modelo propuesto. 
 5. Modelo tecno-pedagógico propuesto 
5.1 Modelo de diseño instruccional adoptado 
Los modelos de diseño instruccional definen una serie de pasos que permiten a las 
instituciones educativas y/o docentes dar una idea general de cómo se debería 
estructurar un curso. Cada uno varía tanto en la cantidad de pasos como en la definición 
de los mismos. Considerando esta variedad, a continuación se realiza una comparativa 
entre cuatro de los más modelos conocidos: Dick y Carey, ASSURE, Gagne y ADDIE. En 
particular dicha comparación, presentada en la Tabla 5-1, se centra en las características 
y las ventajas que podría tener en la aplicación particular en cursos de programación. 
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Tabla 5-1: Comparación entre los principales modelos de diseño instruccional 
MODELO AÑO CARACTERÍSTICAS FORTALEZAS DEBILIDADES 
Modelo de 
Dick y 
Carey 
 
2001 
 
El modelo consta de 10 pasos a seguir: 
Identificar la meta instruccional; Analizar la 
instrucción; Analizar los estudiantes y el contexto; 
Redactar los objetivos; Desarrollar los 
instrumentos de evaluación; Elaborar la 
estrategia instruccional; Desarrollar y seleccionar 
los materiales de instrucción; Diseñar y 
desarrollar la evaluación formativa; Desarrollar la 
evaluación sumativa; Revisión de la instrucción. 
 
Determina las 
necesidades del 
aprendizaje. Considera 
una etapa de selección y 
creación de materiales y 
guías para los 
estudiantes. 
Consta de muchos 
pasos. Se detiene el 
proceso si falla un 
paso. No propone una 
retroalimentación en 
cada uno de los pasos. 
Modelo 
Secuencial 
de 
ASSURE 
1993 
El modelo consta de 6 pasos a seguir :  
Analizar las características del estudiante; 
Establecer los objetivos de aprendizaje, 
determinando los resultados que los estudiantes 
deben alcanzar al realizar el curso, e indicando el 
grado en que serán conseguidos; Selección de 
estrategias, tecnologías, medios y materiales; 
Organizar el escenario de aprendizaje; 
Participación de los estudiantes; Evaluación y 
revisión de la implementación y resultados del 
aprendizaje 
 
Determina las 
necesidades del 
aprendizaje. Considera 
una etapa de selección de 
materiales y guías para 
los estudiantes. 
No contempla una 
evaluación continua, 
sino solamente hasta el 
final del proceso, 
tampoco contempla un 
análisis previo del 
entorno. 
Modelo de 
Gagne 
1994 
El modelo consta de 10 pasos a seguir :  
Estimular la atención y motivar; Dar información 
sobre los resultados esperados; Estimular el 
recuerdo de los conocimientos y habilidades 
previas, esenciales y relevantes; Presentar el 
material a aprender; Guiar y estructurar el trabajo 
del aprendiz; Provocar la respuesta; Proporcionar 
Busca la estimulación y 
motivación temprana de 
los estudiantes hacia los 
contenidos. Estimula el 
recuerdo de los 
conocimientos y 
habilidades previamente 
No contempla una 
evaluación continua, 
sino solamente hasta el 
final del proceso. 
Consta de muchos 
pasos. No contempla 
un análisis previo del 
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feedback; Promover la generalización del 
aprendizaje; Facilitar el recuerdo; Evaluar la 
realización 
 
adquiridas. entorno. No contempla 
una fase de desarrollo 
del material 
ADDIE 2000 
El modelo consta de 5 pasos a seguir :  
Analizar a los estudiantes, el contenido y el 
entorno cuyo resultado será la descripción de una 
situación y sus necesidades formativas; 
Desarrollar un programa del curso deteniéndose 
especialmente en el enfoque pedagógico y en el 
modo de secuenciar y organizar el contenido; 
Creación (producción) de los contenidos y 
materiales de aprendizaje basados en la fase de 
diseño; Ejecutar y poner en práctica la acción 
formativa con la participación de los alumnos; 
Evaluar a los estudiantes a través de pruebas 
específicas para analizar los resultados de la 
acción formativa. 
 
Determina las 
necesidades del 
aprendizaje. 
Propone la evaluación 
constante de los 
estudiantes. Considera 
una etapa de selección y 
creación de materiales y 
guías para los 
estudiantes. 
La descripción de cada 
una de las etapas del 
proceso deja en 
libertad que cada 
docente realice su 
propio diseño, pero no 
indica hasta donde 
debe ir. 
(Elaboración propia) 
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A partir de la comparación de modelos de diseño instruccional realizado previamente  el 
modo de selección de un modelo de diseño instruccional adecuado se basa en el 
cumplimiento de dos criterios principalmente: 
1. Que no sea muy complejo ni muy largo, ya que podría tomar mucho tiempo a los 
docentes en implementarlo, lo cual podría hacer que se saltarán pasos o no los 
implementen correctamente 
2. Que considere una evaluación continua del proceso de aprendizaje de los 
estudiantes, ya que la mayoría de las instituciones educativas tienen tiempos 
determinados para la evaluación y el registro de notas. 
 
Basado en estos dos criterios se puede evidenciar al modelo ADDIE como el mejor 
candidato puesto que cumple con las dos condiciones requeridas, especialmente la 
primera restricción. Esto pues la mayoría de los otros modelos definen una gran cantidad 
de pasos que podrían hacer más compleja su implementación por parte de los docentes 
prefiriendo generalmente no hacer uso de estos, además el modelo ADDIE es un modelo 
más genérico que permite adaptarse a varias metodologías como las TIC. 
 
5.2 Metodologías, técnicas y herramientas seleccionadas 
A partir del problema de investigación descrito en una sección anterior, así como en los 
avances en el estado del arte, a continuación se presenta una comparación, Tabla 5-2, 
de las metodologías, técnicas y herramientas encontradas y su relación con la solución 
de las problemáticas de los cursos de programación. 
Modelo tecno-pedagógico propuesto 49 
 
 
Tabla 5-2: Cuadro comparativo de alternativas de solución a los problemas en cursos de programación 
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Métodos de 
enseñanza 
Enseñanza no 
personalizada 
      X X     
No hay soporte 
para todos los 
estilos de 
aprendizaje 
X X X X X  X X X X   
Falta de 
enseñanza 
práctica 
   X X   X X   X 
Falta de 
Motivación 
   X X  X X    X 
Poca o ninguna 
retroalimentación 
  X    X X    X 
Poco enfoque en 
la resolución de 
problemas 
X    X   X X X  X 
Métodos de 
estudio 
Técnicas 
inadecuada de 
estudio 
X X     X X  X  X 
Falta de estudio       X     X 
Problemas de 
lógica 
X   X     X X   
Ningún  X   X    X    
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acercamiento 
previo con la 
programación 
La naturaleza 
de la 
programación 
Poco nivel de 
abstracción 
X   X      X   
Dificultades con la 
sintaxis de los 
lenguajes 
 X       X  X  
Efectos 
psicológicos 
y sociales 
Poca motivación 
de los estudiantes     X X X      
Anonimidad de los 
estudiantes 
  X   X       
Poca o ninguna 
interacción entre 
los estudiantes   X  X X       
 
(Elaboración propia: basado en (Ala-mutka, 2008; Gomez & Mendes, 2007; Gulatee & Combes, 2006; Lahtinen et al., 2005; Milne & 
Rowe, 2002; Mow, 2008; Nichols, 2008; Renumol et al., 2009; Us & Ger, 2001) 
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En este punto vale la pena mencionar que la idea no es establecer si una herramienta 
sea mejor que otra, ni tampoco que una técnica sea mejor que otra. De hecho, todas las 
mencionadas anteriormente han sido utilizadas en cursos de programación en alguna 
institución educativa demostrando que pueden aportar en cierto grado a la solución de 
algunos problemas, incluso si dejan de lado o no aportan en mismo grado a la solución 
de otros.  
Con lo anterior en consideración, y a partir del cuadro comparativo expuesto 
anteriormente se busca definir cuáles de los componentes analizados se puede integrar 
al modelo de diseño instruccional seleccionado anteriormente con el fin de dotarlo con 
características que potencien su efectividad. Antes de esto sin embargo, es importante 
aclarar que en cuanto a las tres componentes, la única que se consideró excluyente es la 
de las metodologías. Esto pues se considera que la adopción de más de una podría tener 
el efecto contraproducente de sobrecargar los cursos. Incluso, el no limitarse a una sola 
podría generar que sea imposible integrarlas correctamente al modelo. Por el contrario, 
en el caso de las técnicas y herramientas no se ve inconveniente en el uso de más de 
una, es decir, la utilización de una no implica dejar de usar otra. 
Basado en las consideraciones anteriormente expuestas se hace el siguiente análisis 
para la selección: 
 Metodologías: el aprendizaje basado en problemas parece ser la metodología 
más compatible por cuanto uno de los pilares de los cursos de programación es 
precisamente la resolución de problemas, reales o imaginarios, a través de 
algoritmos. 
 
 Técnicas: En este componente se seleccionó, no una, sino dos técnicas. Por una 
parte la ludificación parece ofrecer una solución a diversos problemas 
actitudinales que se presentan en los cursos de programación, siendo la baja 
motivación y consecuente alta tasa de deserción uno de ellos. Por otra parte, la 
programación competitiva también parece brindar solución a algunos de dichos 
problemas actitudinales, con la ventaja adicional que puede ser utilizada de una 
manera muy directa para procesos propios del proceso de enseñanza como es la 
evaluación. 
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 Herramientas: De las herramientas analizadas la que tiene una relación más 
directa con el resto de componentes seleccionados, son los evaluadores 
automáticos de código, más específicamente, en el caso de la programación 
competitiva, son los que permiten precisamente el proceso de automatización que 
es fundamental para la integración en un AVA.  
Sin embargo, es importante señalar que el uso de otras herramientas como las 
mostradas en la comparación puede llevarse a cabo, aunque no sea 
necesariamente de forma integrada al modelo. En otras palabras, pueden ser 
usadas por el docente como ayudas “extra”. Este es el caso por ejemplo de los 
visualizadores de código que, si bien han mostrado un potencial interesante, 
generalmente llegan a ser muy específicas para ciertos lenguajes y tienen ciertas 
restricciones.  
 
A manera de resumen, una representación gráfica del diseño instruccional seguido para 
la definición del modelo propuesto en esta tesis, así como de las correspondientes 
metodologías, técnicas y herramientas seleccionadas, se muestra en la Figura 5-1. 
Figura 5-1: Representación de la integración de los elementos seleccionados 
 
La implementación de un modelo de diseño instruccional en los cursos de programación 
permite que las instituciones educativas puedan fijar fechas límites a los docentes para 
implementar cada una de las fases, comprometiendo al docente a llevar a cabo un 
Modelo tecno-pedagógico propuesto 53 
 
proceso continuo y permitiendo a las instituciones hacer cambios y sugerencias para 
garantizar la calidad del contenido y evaluar la labor docente. 
Así la institución educativa puede encargarse de proveer todo el soporte para el ambiente 
virtual de aprendizaje y las herramientas tecnológicas necesarias para llevar a cabo la 
instrucción, mientras que los docentes se pueden encargar de planear y ejecutar cada 
una las fases. 
5.3 Fase de Análisis 
Como se mencionó previamente, el modelo tecno-pedagógico propuesto en esta tesis 
sigue el modelo de diseño instruccional ADDIE que fue presentado en el sub-capítulo 1.1. 
A modo de resumen, en la Tabla 5-3 se presentan cada una de las 5 fases que 
contempla, mientras que el detalle de cada una de ellas es precisamente el objeto de 
este y los siguientes subcapítulos. 
 Tabla 5-3: Fases del modelo propuesto 
Fase Responsable Dimensión 
1. Análisis Docente Pedagógica 
2. Diseño Docente + AVA 
Pedagógica y 
Tecnológica 
3. Desarrollo Docente + AVA 
Pedagógica y 
Tecnológica 
4. Implementación Docente + AVA 
Pedagógica y 
Tecnológica 
5. Evaluación Docente + AVA 
Pedagógica 
Tecnológica 
 
Como se puede observar en la tabla resumen, este modelo propone el diseño y ejecución 
de cursos de programación dividiéndolo en cinco fases, solamente la primera etapa del 
modelo es realizada por el docente, mientras que las demás son realizadas con ayuda de 
un ambiente virtual de aprendizaje integrando las técnicas y herramientas seleccionadas. 
Esto es lo que facilita los procesos de diseño, desarrollo, implementación y evaluación de 
los cursos. 
Vale la pena aclarar que aunque este modelo es propuesto para el diseño de cursos de 
programación específicamente, los cuales tienen como objetivo principal la generación 
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por parte del estudiante de soluciones a problemas informáticos a través de algoritmos 
en un lenguaje de programación, este podría ser aplicado a otras modelos de 
conocimiento haciendo cambios sustanciales en las fases 3 y 5. 
De acuerdo al modelo ADDIE la fase de Análisis es la etapa en la que el docente hace un 
análisis previo de todos los elementos que componen un curso. Entre estos se 
encuentran los estudiantes, los contenidos, los recursos, las herramientas, entre otros. 
Esta fase sirve como una forma de visualización general acerca de lo que el docente 
quiere lograr y como lo va a hacer. 
El modelo propuesto plantea que durante esta fase el docente se plantee y responda las 
siguientes preguntas: 
 ¿Qué quiero enseñar? 
 ¿A quién se lo voy a enseñar? 
 ¿Cómo lo voy a enseñar? 
 ¿Lo que voy a enseñar es significativo para los estudiantes? ¿Lo que voy a 
enseñar puede ser aplicado en otras áreas? 
 ¿Los estudiantes cuentan con las habilidades y conocimientos previos para 
enfrentar los contenidos del curso? ¿Cómo hago para saberlo? ¿Qué hago si los 
tienen? ¿Qué hago si no los tienen? 
 ¿Cuáles ejemplos y recursos voy a utilizar para hacer el proceso de aprendizaje 
más fácil para los estudiantes? 
 ¿Cuáles mecanismos de evaluación voy a utilizar? 
 ¿Qué habilidades espero que los estudiantes logren luego de terminar el curso? 
 
Después que el docente se ha respondido cada una de las preguntas anteriores, estará 
en la capacidad de poder visualizar a un largo plazo que quiere lograr al finalizar el curso 
y como lo va a lograr. En este punto es importante que se realice un denominado perfil 
del curso. 
El perfil del curso es un formato usado por los docentes con el fin de ofrecer información 
básica acerca de este y de sus posibles contenidos. Se recomienda que el docente 
publique esta información antes de iniciar el curso, ya que sirve como un método 
informativo para los estudiantes para saber si cuentan con las habilidades, destrezas y 
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conocimientos necesarios para lograr un buen entendimiento y desempeño, en la Tabla 
5-4 se presenta el formato para la creación del perfil. 
Tabla 5-4: Formato para la creación del perfil del curso 
Nombre del curso [Escriba el nombre del curso] 
Código del curso [Escriba el código del curso] 
Número de créditos [Especifique en número créditos del curso] 
Duración 
[Especifique en número de semanas la duración del 
curso] 
Descripción del curso 
[Realice una breve descripción de los contenidos del 
curso] 
Objetivos del curso 
[Especifique los objetivos del curso, que habilidades 
espera que los estudiantes adquieran al terminar el curso] 
Pre-requisitos 
[Especifique las conocimientos, habilidades y destrezas 
previas que debe tener el estudiante para poder tener un 
desempeño satisfactorio en el curso] 
Núcleos temáticos 
[Nombre módulo 1] 
[Tema 1] 
[Tema N] 
[Nombre Modulo N] 
[Tema 1] 
[Tema N] 
[Agregue nuevos módulos en caso de ser necesario] 
 
La publicación o puesta en conocimiento de esta información brinda a los estudiantes 
una valiosa información acerca de las que competencias y habilidades que el docente 
espera que los estudiantes tengan antes de iniciar el curso, y brinda la posibilidad para 
que los estudiantes tengan un tiempo suficiente para poder estudiarlos, nivelando la 
brecha que se presenta muchas veces en los cursos de programación, en donde existe el 
problema que los estudiantes no cuentan con los conocimientos previos necesarios y 
empiezan a verse rezagados con respecto a los demás. 
Tanto las respuestas a las preguntas como la creación del perfil del curso son métodos 
que permiten tanto al docente como al estudiante tener una idea general acerca de lo 
que se puede esperar en el curso, y deja el camino abierto para la segunda fase. 
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5.4 Fase de Diseño 
La segunda fase del modelo propuesto es el Diseño, en esta etapa el docente define y 
estructura el curso y sus componentes de acuerdo a los núcleos temáticos propuestos en 
la primera fase. 
En este punto, es donde el modelo propuesto en este trabajo de investigación hace un 
mayor aporte, ya que basa este proceso en la integración de la ludificación y la 
programación competitiva a una estructura de curso que generalmente es estática y es 
causante de varios de los problemas que se presentan actualmente en este tipo de 
cursos. 
El diseño de curso propuesto se puede resumir en tres elementos.  
 Modelo de curso: Presenta la estructura y los componentes del curso, en este se 
detalla la composición del curso así como la relación entre cada uno de sus 
elementos. 
 Elementos lúdicos*: Propone y presenta la integración de las mecánicas y las 
dinámicas de los juegos al modelo del curso. 
 Programación Competitiva*: Propone la utilización de la dinámica de las 
competencias de programación (ejercicios y evaluación) para llevar a cabo las 
actividades prácticas dentro del curso. 
 
Es importante aclarar en este punto que los dos últimos elementos (la ludificación y la 
programación competitiva) son implícitos dentro del curso, por lo cual la labor del docente 
dentro de esta fase solamente se limita a su estructuración.  
Para tener una idea general del diseño de curso propuesto en la Figura 5-2  se presenta 
gráficamente la integración de los elementos propuestos.  
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Figura 5-2: Integración de los componentes del modelo 
 
 
Como se puede observar en la figura anterior los tres componentes del diseño del curso 
se integran para dar lugar a la creación de un ambiente ludificado y competitivo, es decir 
se plantea la integración de elementos de los juegos a la estructuración del curso con el 
fin de hacer que el estudiante perciba un ambiente ludificado que permita incrementar 
sus niveles de motivación. Así mismo, se une al uso de un juez en línea, el cual permite 
la evaluación automática de los ejercicios realizados por los estudiantes. 
Cada uno de los tres componentes del curso mencionados anteriormente se describe 
detalladamente en las siguientes subsecciones. 
5.4.1 Modelo del curso 
Con respecto al esquema de los cursos, el modelo propuesto propone la estructuración 
bajo una metodología jerarquica no lineal. Es decir existen componentes mas generales y 
otros más especificos, y puede haber o no un seguimiento no lineal entre los núcleos 
temáticos o módulos. 
El elemento principal o raíz de la estructura es el curso. Este está compuesto de un 
número N de módulos (núcleos temáticos) determinados por el docente en la fase de 
Análisis. En este punto el docente crea los módulos y define una serie de pre-requisitos 
entre estos, es decir el docente determina que módulos son necesarios para poder 
‘pasar’ o acceder al contenido de otros. Más especificamente, el modelo define un 
número Kn para cada módulo  que corresponde al número ‘mínimo de ejercicios’ que el 
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estudiante debe realizar en el módulo n para considerar que este ha superado los 
requisitos mínimos necesarios para poder acceder a los temas del módulo siguiente. Esta 
restricción busca enfrentar el problema que se presenta generalmente en los cursos de 
programación, en donde los estudiantes tienen  ‘huecos’ o vacios conceptuales en temas 
previos, los cuales dificultan y demoran el aprendizaje de los nuevos conceptos que el 
docente desea que aprendan. 
Una característica que diferencia al modelo propuesto de otros, es que este no establece 
necesariamente una secuencia lineal entre cada uno de los módulos, si no que deja 
‘abiertos’ algunos núcleos temáticos que no requieran un conocimiento previo. Esto con 
el fin de que estos puedan ser vistos y accedidos desde el inicio con la posibilidad que el 
estudiante pueda conseguir los conocimientos yendo por varias direcciones y deja abierta 
la posibilidad a que los estudiantes que quieran y puedan avanzar por su propia cuenta lo 
hagan. 
Cada módulo a su vez esta compuesto por una serie de temas, los cuales son mas 
especificos. Entre los temas si existe necesariamente una linealidad. Un ejemplo de esto, 
sería un curso de programación básica donde el módulo ‘Arreglos’ podría estar 
compuesto de los temas ‘Uni-dimensionales’ y ‘Multi-dimensionales’, para ser 
desarrollados en ese orden particular. 
Cada conjunto de temas del módulo tiene definido una serie de recursos que serán 
usados por el docente como apoyo didactico y material de estudio para los estudiantes 
con el fin de facilitar el proceso de enseñanza. Estos materiales deben ser buscados y/o 
desarrollados cuidadosamente por el docente teniendo en cuenta los objetivos 
planteados en la fase de análisis.  
Además el modelo propone que cada módulo posea dos tipos de actividades: actividades 
practicas (talleres) y actividades evaluativas las cuales amba se basan en la resolución 
de ejercicios del tipo ACM el cual se detallará en la siguiente sección. 
En la Figura 5-3  se presenta graficamente la propuesta de diseño estructural y los 
componentes de los cursos mencionados anteriormente. 
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Figura 5-3: Diseño estructural del curso 
   
En la figura anterior se puede observar la división del curso en un número indeterminado 
de módulos, entre los cuales se establecen una serie de pre-requisitos. En el ejemplo el 
módulo 4 solamente estará disponible (desbloqueado) cuando el estudiante ha realizado 
K2 y K3 ejercicios de los talleres de los módulos 2 y 3, mientras que los módulos 1 y 3 
pueden estar habilitados desde el inicio del curso ya que no tienen ningún pre-requisito. 
A partir de esta estructura de curso, en la Tabla 5-5 se describe a detalle cada uno de los 
elementos que lo componen junto con cada uno de sus atributos.
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Tabla 5-5: Descripción de los componentes del modelo de curso tecno-pedagógico 
Elemento Cardinalidad Atributo Tipo Descripción 
Tipo de 
dato 
Ejemplo 
Curso 1 
Nombre Obligatorio 
Nombre que permite identificar 
el curso  
Texto Programación I 
Tiempo Obligatorio 
Duración estimada para la 
ejecución del curso. 
(expresado en días) 
Entero  120 
Descripción Obligatorio 
Breve resumen del contenido, 
temas y objetivos del curso 
Texto 
El curso estará 
enfocado en la 
explicación y análisis 
de los conceptos 
fundamentales de la 
programación (...) 
Autor Obligatorio 
Identificador del usuario que 
creó el curso  
Texto Andrés Pineda 
Publico Obligatorio 
Identifica si el curso es de libre 
acceso o se necesita una 
contraseña para inscribirse en 
él 
Booleano No 
Contraseña Opcional 
Clave de seguridad usada por 
los estudiantes para inscribir el 
curso, esta es necesaria 
cuando el curso no es público 
Texto Progr2014 
Módulo 1..N 
Nombre Obligatorio Permite identificar el módulo Texto Estructuras Iterativas 
Pre-requisitos Opcional 
Lista de módulos que debe ser 
completados primeramente 
para poder acceder a los 
contenidos del módulo actual 
Texto 
 
Introducción, 
Condicionales 
 
Ejercicios para 
desbloquear 
Obligatorio 
Número mínimo de ejercicios 
que deben ser resueltos en el 
módulo para considerarse que 
este ha sido ‘desbloqueado’ 
Entero 8 
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Tiempo 
aproximado 
Obligatorio 
Duración estimada del módulo, 
corresponde a la suma total de 
tiempos de cada tema. 
(expresado en días) 
Entero  25 
Tema 1..N 
Nombre Obligatorio Permite identificar el tema Texto Iteración indefinida 
Descripción Obligatorio 
Breve descripción del 
contenido del tema 
Texto 
La iteración indefinida 
permite ejecutar un 
número de sentencias 
indefinidamente 
mientras se cumpla 
una condición de 
iteración 
Objetivo Obligatorio 
Descripción de los objetivos 
que se espera que se cumplan 
al finalizar los temas 
Texto 
Al finalizar el tema el 
estudiante estará en 
la capacidad de 
entender y aplicar el 
concepto de iteración 
indefinida en la 
solución a problemas 
a través de algoritmos 
Recurso 0..N 
Nombre Obligatorio Permite identificar el recurso Texto 
Presentación de 
Iteración Indefinida 
Descripción Obligatorio 
Breve explicación del 
contenido del recurso y su 
funcionalidad 
Texto 
Este recurso contiene 
una buena serie de 
ejercicios de iteración 
indefinida que puede 
ser útil para el estudio 
personal 
Autor Obligatorio 
Identificador del usuario subió 
el recurso 
Texto Luis Montoya 
Tipo 
contribuyente 
Obligatorio 
Número que identifica el rol 
que tiene en el curso la 
persona que subió el recurso  
Texto 
[ 
  Profesor,       
  Monitor,  
Monitor 
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  Estudiante 
] 
URL Opcional 
Dirección URL en donde se 
encuentra el recurso 
Texto 
http://www.manuales-de-
programación.com/iteracion/ej
ercicios.pdf 
Archivo Opcional 
Nombre del archivo con el que 
se guardara dentro del 
servidor y el que permite 
localizar el recurso subido por 
algún usuario 
Texto Ejercicios_While.pptx 
Comentario 0..N 
Descripción Obligatorio 
Comentario realizado por el 
estudiante 
Texto 
Muy buen recurso, 
este permite entender 
claramente el 
concepto de 
acumulador 
Fecha Obligatorio 
Fecha y hora en la que realizó 
el comentario 
Fecha y 
hora 
17-Ago-2014 15:32 
Autor Obligatorio 
Identificador del usuario que 
realizó el comentario 
Texto Daniela Rodríguez 
Valoración 0..N 
Calificación Obligatorio 
Número entero que valora 
cuantitativamente la calidad, 
pertinencia y usabilidad del 
recurso. 
(entre 1 y 10) 
Entero  
 
8 
Autor Obligatorio 
Identificador del usuario que 
valoró el recurso 
Texto Daniel Pérez 
Taller 1..N 
Fecha de inicio Opcional 
Fecha y hora en la cual los 
ejercicios del taller estarán 
disponibles 
Fecha y 
hora 
18-Jun-2014 14:00 
Fecha de fin Opcional 
Fecha y hora en la cual los 
ejercicios del taller dejarán de 
estar disponibles 
Fecha y 
hora 
19-Ago-2014 23:00 
Permitir envíos 
tardíos 
Opcional 
Permite la opción de poder 
enviar soluciones a los 
ejercicios aun cuando ya haya 
Booleano SI 
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pasado la fecha de finalización 
Porcentaje de 
disminución 
Opcional 
Específica el porcentaje de 
disminución en los puntos al 
obtener una respuesta 
correcta en un ejercicio, esta 
se hará efectiva en caso que 
la opción de permitir envíos 
tardíos este activada. 
(entre 1 y 100) 
Entero  10 
Tiempo de 
disminución 
Opcional 
Especifica la unidad de tiempo 
en la que cada cuanto se hará 
efectiva la disminución de 
puntos 
Carácter 
[ 
m =minutos  
h = horas 
d = días 
] 
h 
Evaluación 1..N 
Porcentaje de 
aprobación 
Obligatorio 
Porcentaje con el cual se 
considera que la evaluación 
fue aprobada. 
(entre 1 y 100) 
Entero  60 
Fecha de 
activación 
Obligatorio 
Fecha y hora en la que se 
activará la evaluación 
Fecha y 
hora 
15-Jul-2014 14:00 
Duración Obligatorio 
Tiempo en el que la 
evaluación estará activa 
(expresado en minutos) 
Entero  120 
Ejercicio 0..N 
Nombre Obligatorio 
Nombre que permite identifica 
al ejercicio 
Texto Elevando al cuadrado 
Tiempo límite Opcional 
Tiempo máximo que puede 
durar la ejecución de un 
algoritmo  
(expresado en segundos) 
Entero  3 
Objetivo Obligatorio 
Permiten determinar las 
competencias y habilidades 
que se espera el estudiante 
desarrolle a través de la 
Texto 
Entender y aplicar el 
concepto de iteración 
indefinida 
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resolución del ejercicio 
Formulación Obligatorio 
Texto explicativo del ejercicio 
en el cual se especifican sus 
características y restricciones 
Texto 
Realice un algoritmo 
que lea una serie de 
números enteros x 
(0<=x<=100) hasta 
que encuentre un 
número negativo, por 
cada número leído 
muestre su cuadrado 
Ejemplo de 
entrada 
Obligatorio 
Ejemplo de datos que debería 
leer el algoritmo 
Texto 
2  
3 
-1 
Ejemplo de 
salida 
Obligatorio 
Ejemplo de datos que debe 
mostrar el algoritmo frente al 
ejemplo de entrada 
Texto 
4 
9 
Entrada Obligatorio 
Casos de prueba o conjuntos 
de datos secretos con los 
cuales será probado el 
algoritmo realizado por el 
estudiante 
Texto 
2 
100 
99 
50 
5 
-3 
Salida Obligatorio 
Salida correcta que debe 
mostrar el algoritmo frente a 
los casos de prueba de 
entrada 
Texto 
4 
10000 
9801 
2500 
25 
(Elaboración propia) 
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Durante esta fase y la fase siguiente el docente se encargará de completar la información 
de cada uno de los elementos del curso mostrados en la tabla anterior. 
En el modelo del curso se aconseja que el docente cree un módulo inicial o ‘Introductorio’ 
con el fin que los estudiantes se familiaricen con la metodología y sirva para el docente 
como mecanismo de evaluación inicial para determinar el nivel general del estudiantado, 
sin embargo la creación de este módulo es opcional. 
5.4.2 Elementos lúdicos 
Como se mencionó previamente, estos elementos se integran al diseño del curso 
descrito con el fin de dotarlo de herramientas que permitan potenciar el interés y la 
motivación extrínseca del estudiante hacia los contenidos del curso. Los elementos 
lúdicos propuestos en el modelo se basan en el framework MDA (Mechanics, Dynamics y 
Aesthetics) descrito en el capítulo 1.  
Como se mencionó anteriormente en el capítulo 1.3 las mecánicas de los juegos se 
pueden definir como elementos que permiten que el estudiante perciba la actividad como 
un juego y le permita genera un compromiso. A partir de esta definición, en la Tabla 5-7 
se presentan las mecánicas propuestas en el modelo. 
Tabla 5-6: Mecánicas propuestas por el modelo 
Mecánicas Descripción 
Logros 
Son distinciones que se le van dando al estudiante debido a alguna 
acción realizada en el curso, generalmente como recompensa a su 
esfuerzo. 
Puntos 
Los puntos son usados como un mecanismo de calificación o avance 
dentro del curso, estos son obtenidos a medida que se van realizando 
ejercicios dentro. 
Ranking 
El ranking es una lista ordenada de los estudiantes basada en los 
puntos totales obtenidos durante el curso. 
Niveles 
Los niveles permiten diferenciar el avance de los estudiantes de 
acuerdo a los logros y desempeño obtenido. 
 
Así también de acuerdo al modelo MDA las dinámicas son percibidas por el estudiante y 
está relacionada con los efectos, motivaciones y deseos que se pretende generar en los 
usuarios. En la Tabla 5-6 se describen las mecánicas propuestas en el modelo. 
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Tabla 5-7: Dinámicas propuestas por el modelo 
Dinámicas Objetivo 
Progreso y 
recompensa 
Hacer que el estudiante se sienta constantemente estimulado 
a progresar dentro del curso y que su esfuerzo se vea 
recompensado. 
Estatus y 
Reconocimiento 
Diferenciar al estudiante de sus demás compañeros debido a 
los logros obtenidos. 
Sociales  y de 
autoexpresión 
Hacer que el estudiante sienta que hace parte de una 
comunidad o un grupo en el que todos tienen el mismo 
objetivo, pero que también puede diferenciarse entre ellos. 
Competencia 
Estimular en el estudiante su carácter competitivo con el fin de 
lograr mejores desempeños. 
Altruismo 
Fomentar en el estudiante la cultura de la ayuda a los demás 
compañeros con el fin de solucionar problemas o aclarar 
dudas. 
 
5.4.3 Programación Competitiva 
Como se mencionó previamente, la programación competitiva es otro elemento que viene 
integrado implícitamente dentro del modelo del curso y es de gran importancia ya que 
enfrenta directamente varios de los problemas presentados por los estudiantes en los 
cursos de programación, especialmente los relacionados con la falta de práctica, la cual 
generalmente se debe al gran número de estudiantes en este tipo de cursos, lo cual 
dificulta llevar un seguimiento personalizado y constante por parte del docente. 
Para la integración de este componente en el modelo es necesario el uso de un juez en 
línea o evaluador automático de códigos que permita validar los algoritmos realizados por 
los estudiantes. Con ello, los estudiantes no necesariamente deben contar con una 
persona, usualmente el docente, que valide o revise sus algoritmos si no que el uso de 
esta herramienta fomenta el aprendizaje y la práctica autónoma, permitiendo al docente 
intervenir solamente en situaciones particulares para aclarar dudas. 
En la Tabla 5-8 se describen los cinco tipos de respuestas o retroalimentación que brinda 
el juez a cada uno de los algoritmos realizados por el estudiante. 
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Tabla 5-8: Descripción de la retroalimentación brindada por el juez 
Resultado Descripción 
Aceptado 
Se obtiene cuando la salida del algoritmo realizado por el 
estudiante coincide con la respuesta almacenada en el 
servidor 
Error de Compilación 
Se presenta cuando el código fuente del estudiante no 
puede ser compilado correctamente por el servidor 
Error de Ejecución 
Se obtiene cuando se presenta una excepción o error en el 
momento de ejecución del algoritmo 
Tiempo límite excedido 
Se obtiene cuando el algoritmo del estudiante supera cierto 
umbral de tiempo maximo de ejecución definido por el 
profesor, esto con el fin de asegurar algoritmos óptimos 
Respuesta Incorrecta 
Se obtienen cuando la salida del algoritmo del estudiante 
no coincide con la repuesta almacenada por el juez 
 
Es necesario aclarar que de las cinco posibles retroalimentaciones brindadas por el juez 
solamente se toma correcta la respuesta ‘Aceptado’, ya que significa que el estudiante ha 
desarrollado un algoritmo que pasa todos los casos de prueba y que tiene un tiempo de 
ejecución aceptable. Una respuesta incorrecta por el contrario significa que el estudiante 
no ha logrado realizar un algortimo que tenga en cuenta todos los casos posibles. Esto 
fomenta en el estudiante la cultura de probar muy bien los algoritmos con diferentes 
entradas para determinar su comportamiento. 
Cada vez que un estudiante realice un algoritmo el evaluador automático sigue el 
diagrama de flujo de la Figura 5-4 para determinar la calificación del estudiante. 
Figura 5-4: Diagrama de flujo de la calificación de un ejercicio 
 
Solamente cuando un estudiante obtiene una respuesta correcta en un ejercicio obtendrá 
una cantidad de puntos, los cuales dependerán del número de envíos previos que haya 
realizado. En otras palabras, el estudiante tendrá un puntaje completo en el ejercicio si 
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en el primer intento para ese ejercicio obtiene una respuesta positiva y un puntaje menor 
en caso que lo obtenga en un número mayor de intentos. 
5.5 Fase de Desarrollo 
Luego de que el docente ha estructurado conceptualmente el curso se pasa a la tercera 
etapa del Desarrollo, en este punto el docente se encargará de crear el conjunto de 
recursos, ayudas, materiales de estudio y ejercicios para cada uno de los módulos. Lo 
anterior, teniendo en cuenta siempre las preguntas planteadas en la primera fase del 
modelo. 
Con respecto a los ejercicios, el modelo plantea la creación de dos tipos de ejercicios: de 
respuesta única y basados en el formato planteado por la ACM-ICPC. Cada uno de sus 
componentes se describe a detalle en la Tabla 5-9. 
Tabla 5-9: Plantilla usada por el docente para la creación de los ejercicios de cada 
módulo 
Nombre del ejercicio 
Tiempo Límite 
[Tiempo máximo que puede durar la ejecución del 
algoritmo expresada en segundos] 
Descripción del problema [Descripción detallada del problema] 
Descripción de los datos de 
entrada 
[Descripción detallada de los datos de entrada, 
teniendo en cuenta valores límites] 
Descripción de los datos de 
salida 
[Descripción detallada del formato de salida en que 
se debe mostrar el resultado del algoritmo] 
Ejemplo de entrada 
[Conjunto de ejemplo que debe leer el algoritmo a 
desarrollar basado en la descripción de los datos de 
entrada] 
Ejemplo de salida 
[Salida que debe general el algoritmo luego de haber 
leído los casos del ejemplo de entrada basado en la 
descripción de los datos de salida] 
 
La idea de la utilización de ejercicios de respuesta única, es que el estudiante pueda 
desarrollar la solución al problema mediante un algoritmo en cualquier lenguaje de 
programación, no tendiendo la limitante del tiempo máximo de ejecución ni el uso de 
herramientas extras para llegar a la solución. 
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Entre tanto, los ejercicios basados en el formato de la ACM-ICPC si requieren el uso de 
un lenguaje de programación para llegar a la solución. Para ello, la ACM-ICPC propone 
dos lenguajes oficiales para sus competencias: C++ y JAVA. Se espera que el estudiante 
sea capaz de diseñar e implementar una solución que lea un conjunto de datos y genere 
una salida. El evaluador automático de códigos será el encargado de probar con 
diferentes casos las soluciones de los estudiantes y determinar una calificación. 
En este tipo de ejercicios, el docente también deberá crear dos archivos de texto plano: 
los casos de prueba (datos de entrada) y la respuesta (datos de salida) que debería 
mostrar el algoritmo al ser probado con esos casos de entrada.  Estos casos de prueba 
serán los datos con los cuales serán evaluados los algoritmos realizados por los 
estudiantes, ambos archivos luego deben ser subidos al juez en línea para que ejecute y 
evalúe los ejercicios de los estudiantes basado en estos datos. 
5.6 Fase de Implementación 
La fase de Implementación se podría definir como la etapa en la que se empieza a llevar 
a cabo la instrucción con los estudiantes, esta va desde el registro de los participantes 
hasta la finalización del curso. 
En el caso del modelo propuesto, como el uso de un AVA hace parte importante del 
mismo, y es pensado precisamente como el medio para llevar a cabo, o al menos apoyar, 
dicho proceso de instrucción, se presenta a continuación en la Figura 5-5 la arquitectura 
del modelo integrado a un AVA. 
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Figura 5-5: Integración del modelo a un ambiente virtual de aprendizaje 
  
Los estudiantes se pueden registrar personal o automáticamente en el AVA que 
muestras las vistas para interactuar con la plataforma que contiene cada uno de los 
elementos descritos en las subsecciones anteriores. 
En este punto es muy importante que el docente tome el tiempo necesario para la 
explicación a los estudiantes de la dinámica del curso, como funciona la plataforma, 
como se realizan los envíos, como se califica, que tipo de retroalimentación pueden 
tener, y todos los detalles necesarios para que el estudiante se familiarice con la 
metodología de trabajo. 
5.7 Fase de Evaluación 
El último proceso de ADDIE es la evaluación tanto de la metodología como de los 
estudiantes. En el modelo propuesto se plantea que el proceso evaluativo sea realizado 
dependiendo del tipo de curso en el que se aplique, la Tabla 5-10 presenta las opciones 
de evaluación propuestas. 
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Tabla 5-10: Propuesta de evaluación basada en el tipo de curso 
Tipo curso Actividad Realizado por 
Virtual 
Instrucción AVA 
Taller AVA 
Evaluación AVA 
Híbrido 
Instrucción Docente ó AVA 
Taller AVA 
Evaluación Docente ó AVA 
Presencial* 
Instrucción Docente 
Taller Docente 
Evaluación Docente 
* Solamente clases teóricas y prácticas 
Como se puede observar el modelo propone la evaluación de en dos de los tres tipos de 
cursos, de hecho no lo puede hacer en cursos completamente presenciales por el simple 
hecho de no hacer uso de un AVA, lo cual impide el uso de las herramientas 
automáticas. 
La evaluación de los estudiantes propuesta se basa en el número de ejercicios realizados 
durante las fechas determinadas para ello. Cuando llega la fecha límite de finalización de 
los temas de cada módulo el AVA deberá tener la capacidad de generar un informe 
automático con las calificaciones de los estudiantes. Aquí vale la pena aclarar que los 
porcentajes de cada una de las actividades dependerán del docente. 
Una de las principales ventajas que tiene realizar este proceso mediante el uso de un 
evaluador automático de códigos es que permite liberar la carga del docente, quien 
entonces puede invertir ese tiempo en retroalimentación personalizada a sus estudiantes, 
resolver dudas, o hacer un seguimiento más detallado entre otras tareas. 
 
 
 6. Implementación del modelo 
Como se mencionó en el capítulo 4.2, los dos últimos objetivos específicos de este 
trabajo apuntan a la implementación de un prototipo que permita validar el modelo 
propuesto. En el capítulo anterior se describió el modelo conceptualmente mientras que 
en este capítulo se muestra en detalle la implementación de cada una de las fases dentro 
de un AVA específico, así como algunos detalles técnicos. Dicho AVA se denominó CPP, 
siglas de “Centro de Práctica de Programación”, el cual fue desarrollado desde cero 
como parte de este trabajo. 
Una de las principales características de esta plataforma es la de ser libre con el fin que 
docentes de las distintas instituciones educativas puedan usarlo para llevar a cabo 
cursos de programación usando el modelo propuesto en este trabajo. Actualmente la 
plataforma está disponible en la dirección http://guiame.medellin.unal.edu.co/cpp . 
6.1 Análisis 
La fase de análisis en el modelo propuesto es la única que no se realiza haciendo uso de 
CPP. Como se especificó anteriormente, este es un proceso que debe ser realizado por 
el docente como método para planear el objetivo de la instrucción. 
En esta fase se espera que el docente responda las preguntas planteadas en el modelo y 
ponga en conocimiento el formato sugerido a la institución educativa para que esta lo 
haga pública a los estudiantes que estén interesados en tomar el curso. 
6.2 Diseño 
La fase de diseño dentro del modelo permite al docente la estructuración de los módulos 
y temas del curso, al terminar este proceso automáticamente el diseño quedará integrado 
con los elementos lúdicos y competitivos mencionados en el modelo conceptual. 
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6.2.1 Estructura del curso 
Para la estructuración del curso por parte del docente, CPP cuenta con un componente 
que permite la creación, edición y eliminación de la información de cada uno de los 
módulos como se mencionó en la Tabla 5-5. Entre dicha información se encuentra la 
asignación del número mínimo de ejercicios para considerarse al módulo desbloqueado 
como se ve en la Figura 6-1 y Figura 6-4, además permite establecer los pre-requisitos 
entre módulos y la detección de ciclos como se puede ver en la Figura 6-2 y la Figura 6-3 
respectivamente. 
Figura 6-1: Proceso de creación de 
módulos 
 
Figura 6-2: Proceso de establecimiento de 
pre-requisitos entre módulos 
 
 
Figura 6-3: Detección de una 
estructuración inválida de pre-requisitos 
 
 
 
Figura 6-4: Establecimiento del ‘mínimo número de ejercicios para desbloquear’  
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6.2.2 Elementos lúdicos 
Luego de la estructuración del curso en CPP por parte del docente, automáticamente 
este queda complementado con los elementos lúdicos (mecánicas y dinámicas) descritos 
en el capítulo anterior. En la Tabla 6-1 se presenta la descripción de cada una de las 
mecánicas de los juegos implementadas en el modelo.  
Tabla 6-1: Mecánicas de los juegos en el modelo propuesto 
Mecánica Descripción 
Logros 
Los logros se van desbloqueando a medida que el estudiante 
va avanzando en los contenidos del curso 
Puntos 
Cada vez que se obtiene un ‘aceptado’ en un ejercicio, al 
estudiante se le dan unos puntos, estos van entre 15 y 25 
Ranking 
El ranking es generado a partir de la suma total de puntos 
obtenidos en cada ejercicio por cada estudiante 
Niveles 
Cada vez que el estudiante realiza el todos los ejercicios de 
un módulo automáticamente aumenta su nivel 
 
Respecto a los logros, se implementaron varios que permitan incentivar al estudiante en 
cada una de las dinámicas, tal como se muestra en la Figura 6-5. 
Figura 6-5: Dinámicas y logros implementados 
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En la Tabla 6-2 se describen en detalle cada uno de los logros que componen al modelo 
propuesto. 
Tabla 6-2: Logros implementados que promueven las dinámicas 
Dinámica Logro Descripción 
Progreso y 
recompensa 
25% 
Se obtiene cuando se han realizado el 25% de los 
ejercicios del curso 
50% 
Se obtiene cuando se han realizado el 50% de los 
ejercicios del curso 
75% 
Se obtiene cuando se han realizado el 75% de los 
ejercicios del curso 
Desbloquear 
todos los 
módulos 
Se obtiene cuando se han realizado el mínimo 
número de ejercicios de todos los módulos 
Curso 
Completo 
Se obtiene cuando se han realizado el 100% de los 
ejercicios del curso 
Estatus y 
reconocimiento 
Programador 
de la 
semana 
Se obtiene cuando se ha conseguido la mayor 
cantidad de puntos en los últimos siete días 
Conectado 
10 horas 
Se obtiene cuando se ha estado conectado a la 
plataforma durante 10 horas 
Conectado 
24 horas 
Se obtiene cuando se ha estado conectado a la 
plataforma durante 24 horas 
Conectado 
40 horas 
Se obtiene cuando se ha estado conectado a la 
plataforma durante 40 horas 
Subir de 
nivel 
Se obtiene cuando se han desarrollado todos los 
ejercicios de un módulo 
Sociales y de 
autoexpresión 
Personalizar 
Avatar 
Se obtiene cuando el estudiante modifica su avatar 
del curso  
Super Social 
Se obtiene cuando las notificaciones de un 
estudiante han recibido un número determinado de 
‘Me gusta’  
Compartir en 
Twitter 
Se obtiene cuando se han compartido un número 
determinado de notificaciones en la red social 
Twitter 
Compartir en 
Facebook 
Se obtiene cuando se han compartido un número 
determinado de notificaciones en la red social 
Facebook 
Competencia 
Primer 
ejercicio 
Se obtiene cuando se ha obtenido la primera 
retroalimentación positiva en un ejercicio 
3 en línea 
Se obtiene cuando se ha tenido una 
retroalimentación positiva durante tres ejercicios 
consecutivos en el primer intento 
10 en línea 
Se obtiene cuando se ha tenido una 
retroalimentación positiva durante diez ejercicios 
consecutivos en el primer intento 
Top 5 
Se obtiene cuando se ha permanecido en los cinco 
primeros lugares del ranking al finalizar la semana 
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Top 10 
Se obtiene cuando se ha permanecido en los 10 
primeros lugares del ranking al finalizar la semana. 
Altruismo 
Colaborador 
Se obtiene cuando se ha respondido un número 
determinado de preguntas en el foro 
Comentador 
Se obtiene cuando se ha comentado un número 
determinado de publicaciones en el curso 
Valorador 
Se obtiene cuando se ha valorado un número 
determinado de recursos subidos por el docente 
 
Como se puede ver en la Figura 6-6 otro elemento importante que fue implementando fue 
un editor de avatares, el cual permite que los estudiantes puedan personalizar una 
imagen, probablemente basado en su apariencia física. Esto con el fin de estimular en el 
estudiante el desarrollo de su identidad y diferenciación en el grupo.  
Figura 6-6: Editor de avatares 
 
6.2.3 Programación competitiva 
Con respecto a la programación competitiva se hace uso de un juez en línea o evaluador 
automático de códigos, desarrollado desde cero, el cual permite dar una 
retroalimentación inmediata a los ejercicios realizados por el estudiante según se explicó 
previamente. Aquí es importante resaltar que en el modelo solamente se implementó 
soporte para los lenguajes de programación Java y C++. 
En la Figura 6-7 se muestra el diagrama de secuencias para la evaluación de un ejercicio 
enviado por un estudiante a la plataforma. 
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Figura 6-7: Diagrama de secuencias de la evaluación de un ejercicio 
 
 
En el momento que el AVA consulta el resultado y este es correcto, automáticamente se 
calculan cuántos puntos ha obtenido y que logros pudo haber desbloqueado el estudiante 
y le son mostrados inmediatamente, en caso que no haya tenido un resultado correcto se 
le presenta un mensaje con el respectivo resultado. 
6.3 Desarrollo 
La tercera fase implementada en el modelo es correspondiente a la búsqueda y/o 
desarrollo de los materiales y recursos que serán usados por el docente. En este punto 
CPP cuenta con módulos que permiten creación, edición y eliminación de la información 
de cada uno de ellos. 
La Figura 6-8 presenta la interfaz de CPP creada para la creación y/o importación de los 
ejercicios para las actividades del curso, aquí se deben especificar cada uno de los 
atributos de los ejercicios. 
Implementación del modelo 79 
 
Figura 6-8: Módulo para la creación y/o importación de ejercicios 
 
En la Figura 6-9 se presenta el módulo para la importación de los materiales y recursos 
usados por el docente como ayuda didáctica y material de estudio para sus estudiantes.  
Figura 6-9: Módulo para la importación de recursos 
 
 
Como lo muestra la Figura 6-10 la plataforma da la opción al docente de poder cambiar el 
orden en que los ejercicios le serán presentados al estudiante. 
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Figura 6-10: Panel de edición y ordenamiento de ejercicios  
 
6.4 Implementación 
La cuarta fase del modelo es la implementación o implantación, esta fase es propiamente 
el desarrollo del curso, y va desde el registro de los estudiantes hasta la finalización del 
curso, aquí actúan todos los elementos lúdicos y competitivos propuestos en el modelo. 
Desde el punto de vista de un estudiante se puede decir que CPP está dividido en tres 
secciones principales: las publicaciones, el contenido y el perfil. La primera está 
relacionada con toda la interacción entre el estudiante y sus demás compañeros, la 
segunda con la interacción del estudiante con los contenidos y la tercera con el progreso 
propio de cada estudiante dentro del curso. 
En las publicaciones se encuentran todas las notificaciones generadas en la plataforma, 
entre ellas se encuentran los mensajes y los logros obtenidos por los estudiantes del 
curso. Se da la opción de poder comentar cada una de ellas, darle un ‘me gusta’ y 
compartirlas en redes sociales como Facebook y/o Twitter. En la Figura 6-11 se muestra 
un ejemplo de notificaciones generadas durante el curso ‘Pensamiento Algorítmico’. El 
objetivo principal de estas publicaciones es permitir al estudiante estar al tanto del 
progreso del curso y de los avances de cada compañero. 
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Figura 6-11: Ejemplo de notificaciones en CPP 
 
La sección de contenido se encuentra dividida en dos partes principales. La primera son 
los materiales de apoyo y estudio subidos por el docente para que puedan ser usados 
por los estudiantes. Allí los estudiantes tienen la posibilidad de valorar y comentar cada 
uno de los materiales como método de retroalimentación para el docente. La segunda es 
la lista de ejercicios propuestos. En la Figura 6-12  y Figura 6-13 se muestra esta sección 
y un ejemplo de ejercicio que se le es presentado al estudiante. También en esta sección 
el estudiante puede ver la lista de todos los ejercicios enviados al juez, el resultado, el 
tiempo de ejecución y el mensaje del servidor en caso que haya ocurrido algún problema 
de compilación o ejecución del algoritmo. 
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Figura 6-12: Sección de contenido en CPP 
 
 
Figura 6-13: Listado de ejercicios en un módulo 
 
 
Implementación del modelo 83 
 
Cuando el estudiante selecciona un ejercicio a resolver se le presenta la especificación 
del mismo. A partir de ahí el estudiante deberá desarrollar un algoritmo que lea un 
conjunto de datos de entrada y genere una salida. Cuando el estudiante ha realizado el 
algoritmo deberá seleccionar entre cuál de los dos lenguajes disponibles JAVA ó C++ lo 
implementó, allí el estudiante tiene o la opción de pegar el código o subir el archivo. 
Adicionalmente el estudiante tiene la opción de probar el algoritmo con sus propios casos 
de prueba con el fin de testear su algoritmo y comprobar que si está generando la salida 
correcta antes de enviarlo definitivamente. En el momento que le da ‘Enviar’ la plataforma 
genera un identificador único al envío el cual es mostrado al estudiante con el fin de que 
el estudiante pueda asociar la respuesta. Este proceso es mostrado en la Figura 6-14. 
Figura 6-14: Proceso de envío de un ejercicio en CPP 
 
Cuando el estudiante ha recibido una retroalimentación positiva del ejercicio (ha sido 
aceptado) se le mostrarán algunos datos básicos que le servirán como estadística 
personal. Entre ellos se encuentran el número de intentos realizados y el tiempo de 
ejecución de su algoritmo, además él estudiante podrá ver las soluciones de sus demás 
compañeros con el fin de comparar sus repuestas y aprender de nuevas técnicas y 
algoritmos, esto se puede ver en la Figura 6-15.   
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Figura 6-15: Ejemplo de ejercicio un ejercicio aceptado en CPP 
 
La resolución de ejercicios es la base para conseguir un avance dentro del curso y poder 
ir desbloqueando cada uno de los logros. La Figura 6-16 muestra el momento de 
consecución de un logro, mientras que la Figura 6-17 muestra el perfil de usuario en 
donde se detalla alguna información básica y los logros obtenidos por ese estudiante. 
Figura 6-16: Ejemplo de logro obtenido en CPP 
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Figura 6-17: Perfil de usuario en CPP 
 
En la interfaz del perfil se encuentra todo el progreso del estudiante durante el curso. Allí 
se encuentran los logros desbloqueados, estadísticas de envío, el ranking del curso y el 
programador de la semana (estudiante que ha obtenido el mayor número de puntos 
durante los últimos siete días), en la Figura 6-18 se muestra esta interfaz. 
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Figura 6-18: Sección del perfil de cada usuario en CPP 
 
6.5 Evaluación 
La quinta y última fase del modelo se lleva conjuntamente a la cuarta fase, ya que el 
modelo propone actividades evaluativas en cada uno de los módulos, sin embargo se 
espera que el AVA realice este proceso automáticamente para lo cual hace uso del 
evaluador automático. 
En este punto el modelo propuesto es flexible en el sentido que el docente puede 
seleccionar que mecanismos de evaluación puede utilizar basado en el rendimiento de 
los estudiantes en la plataforma. Por ejemplo, puede tomar como nota definitiva de un 
módulo la calificación obtenida dentro de la plataforma, o puede seleccionar un conjunto 
de ejercicios para realizar una competencia con un cierto tiempo límite, o puede realizar 
un examen escrito por aparte. 
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En la Figura 6-19 se puede observar el desempeño general de todos los estudiantes del 
curso durante un módulo en especial, mientras que la Figura 6-20 presenta el 
desempeño de un estudiante en particular. 
Figura 6-19: Panel de monitoreo del profesor en CPP 
 
Figura 6-20: Panel de monitoreo de estudiantes en CPP 
 
88 Modelo tecno-pedagógico para el diseño de cursos de programación 
 
Otras características importantes dentro de la plataforma que son importantes mencionar 
que se implementaron basado en las características de los AVA son la integración de un 
chat de curso el cual permite una comunicación síncrona entre los participantes, un foro 
en donde los estudiantes pueden crear temas de discusión para mantenerse informado y 
resolver dudas durante el curso, un panel de notificaciones que le informa al usuario las 
acciones que se han realizado en el curso mientras él no se encontraba conectado, así 
como la posibilidad de enviarse mensajes privados entre usuarios para garantizar una 
comunicación asíncrona. 
6.6 Arquitectura de Software y Hardware 
Basado en las tendencias actuales tanto en educación como en las plataformas 
comerciales, CPP fue implementado como una aplicación web de modo que pueda ser 
fácilmente accedida por los usuarios a través de internet. 
Como se puede observar en la Figura 6-21, CPP tiene una arquitectura cliente-servidor la 
cual fue implementada haciendo uso de varias herramientas y lenguajes, todos ellos 
libres y gratuitos. 
Figura 6-21: Diagrama de arquitectura de CPP 
  
Implementación del modelo 89 
 
En la parte del servidor web se hizo uso de APACHE, el cual compila y ejecuta los 
archivos PHP y se conecta con el sistema gestor de base de datos MySQL. Además el 
servidor aloja un Juez en Línea implementado en JAVA el cual es el encargado de 
calificar los códigos enviados por los usuarios. El servidor podrá enviar varias peticiones 
al Juez el cual creará un hilo para atender a cada una de ellas de manera simultánea e 
independiente mediante JavaSockets. 
En la parte del cliente se hace uso de un navegador web para acceder a la aplicación, la 
cual hace uso de HTML5 para el maquetado, del framework de CSS Bootstrap para los 
estilos, así como de Javascript y la librería JQuery para las diferentes acciones dinámicas 
que se llevan a cabo en el DOM. 
Cada uno de los componentes de la plataforma fueron implementados bajo el framework 
Laravel  haciendo uso del Modelo Vista Controlador el cual trae un número importante de 
ventajas en la implementación pues sigue los estándares actuales de la ingeniería de 
software. Además facilita y mejora distintas funcionalidades en la plataforma como la 
autenticación de usuarios, el Active Record, Mapeo Objeto-Relacional (ORM),  ruteo 
automático, motores de plantillas, servicios web RESTful entre otros, los cuales 
garantizan la calidad y seguridad de la aplicación. 
Como se mencionó anteriormente CPP hace uso del sistema gestor de bases de datos 
MySQL, allí se almacenan los diferentes objetos necesarios para mantener y poder 
consultar los datos (tablas, índices, usuarios, entre otros), en la Figura 6-22 se muestra 
una simplificación del modelo entidad relación de la plataforma. Aquí se hizo una división 
por colores para mostrar cada uno de los componentes del modelo, el color amarillo 
resalta las tablas del diseño del curso, el color azul las de programación competitiva y el 
color rojo las relacionadas a la ludificación. 
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Figura 6-22: Diagrama entidad relación de CPP 
 
 
 7. Validación 
Para la validación del modelo propuesto, y a su vez de la plataforma correspondiente 
desarrollada, CPP, se realizó un caso de estudio siguiendo un diseño cuasi-experimental 
y correlacional. Se tomaron dos grupos, uno de control (GC) y otro experimental (GE), 
ambos intactos, es decir sin ninguna manipulación, y se pretende determinar el grado de 
relación existente entre la metodología de enseñanza y el rendimiento académico. 
El diseño del experimento se esquematiza en la Tabla 7-1. 
Tabla 7-1: Esquematización del diseño experimental 
Grupo Pre-test Tratamiento Post-test 
Control O1 
Clase Magistral + 
Clase Práctica 
O2 
Experimental O1 
Clase Magistral + 
Modelo propuesto 
O2 
 
A ambos grupos se les aplicó una prueba (pre-test) antes de iniciar con el contenido del 
curso con el fin de determinar su nivel de conocimiento previo, y luego cada grupo fue 
sometido al tratamiento como se muestra en la tabla anterior. El grupo de control fue 
guiado mediante una metodología estándar de enseñanza de programación basada en 
clases teóricas y prácticas. En la clase teórica el docente explica y resuelve dudas acerca 
de los conceptos de cada uno de los temas y en clases prácticas el estudiante realiza 
ejercicios sobre los conceptos vistos en la clase anterior. Entre tanto, el grupo 
experimental fue sometido también a las mismas clases teóricas y prácticas, sin embargo 
en la sesión practica se hizo uso del modelo propuesto implementado en el ambiente 
virtual de aprendizaje CPP descrito en el capítulo anterior. En otras palabras, la única 
diferencia entre un grupo y otro es que el experimental tuvo contacto con CPP, y por 
tanto al modelo propuesto, mientras que el de control no. Al finalizar cada tema se realizó 
una prueba (pos-test) para determinar el rendimiento de cada uno de los grupos. 
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Siendo así, la variable tomada como independiente fue la metodología de enseñanza, 
para este caso en particular mediante un modelo híbrido: clase presencial + trabajo 
virtual, mientras que la variable dependiente o variable a medir fue el rendimiento 
académico representado por la nota de cada estudiante en cada tema. 
El caso de estudio fue llevado a cabo en la ‘Institución Universitaria Politécnico Gran 
Colombiano – Sede Medellín’ en el curso ‘Pensamiento Algorítmico’ en el cual se 
enseñan los conceptos fundamentales de la programación a estudiantes de primer 
semestre de Ingeniería. 
El experimento fue realizado durante 3 horas semanales en 14 semanas con ambos 
grupos. Se tomó como grupo de control los estudiantes del curso Pensamiento 
Algorítmico 2014-I y como grupo experimental el curso 2014-II. La composición de ambos 
grupos dependió únicamente del proceso de matrícula de la institución educativa, y por 
tanto, no fue sesgada de forma alguna por el experimento. En la Tabla 7-2 se muestra la 
caracterización de la población estudiantil. 
Tabla 7-2: Caracterización de la población estudiantil del caso de estudio  
Grupo Hombres Mujeres Total Edad promedio 
Control  (2014-I) 13 9 24 24 años 
Experimental   
(2014-II) 
18 3 21 22 años 
 
Para la realización del experimento se decidió controlar en la medida de lo posible todas 
las variables que podrían influenciar el resultado final asegurando ambos grupos 
recibieran las mismas instrucciones. Para garantizar lo anterior el mismo docente hizo un 
estricto control de los temas, ejercicios, materiales y ejemplos mostrados a cada curso. 
En la Tabla 7-3 se presenta la división por semanas de los temas presentados ambos 
grupos. 
Tabla 7-3: Contenido de temas del caso de estudio  
Semana Módulo Temas Conceptos 
1  
Presentación del curso y Pre-
test 
Pre-test de lógica 
2 Introducción Introducción a la programación 
Historia, lenguajes y 
paradigmas de 
programación 
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3 Seudocódigo 
Representación de 
algoritmos mediante 
seudocódigo 
4 Introducción a JAVA 
Introducción al lenguaje 
de programación JAVA, 
lectura de datos 
5 
Variables, Tipos de datos, 
operadores 
Tipos de datos 
primitivos, tipos de datos 
propios de JAVA, 
operadores lógicos 
6 
Condicionales 
Condicionales Simples 
Expresiones lógicas, 
estructura IF, IF-ELSE, 
SWITCH-CASE,  
7 
Condicionales compuestos y 
anidados 
Sentencia IF-ELSEIF-
ELSE 
8 
Iteraciones 
Iteración Definida 
Estructura FOR, 
concepto de acumulador 
y contador 
9 Iteración Indefinida 
Estructura WHILE y DO-
WHILE 
10 
Arreglos 
Uni-dimensionales 
Definición, carga de 
datos, operaciones 
(máximo/mínimo 
elemento, intercambiar 
posiciones, 
suma/promedio de los 
elementos, invertir) 
11 Algoritmos de Ordenamiento 
Ordenamiento de la 
burbuja, Ordenamiento 
por inserción, 
Ordenamiento por 
selección 
12 Multi-dimensionales 
Definición, lectura de 
datos, Operaciones 
(invertir, triangular 
superior, triangular 
inferior, sumar matrices).  
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Como pre-test, se decidió aplicar un mismo examen de lógica básica a ambos grupos 
puesto que distintos estudios (Hwang, Shadiev, Wang, & Huang, 2012) (Hutchison & 
Mitchell, n.d.) han mostrado que esta es una habilidad fundamental para el buen 
desempeño en el aprendizaje de la programación. En la Tabla 7-4 se muestra el resumen 
del resultado de esta prueba. Cabe señalar que durante el pre-test ningún estudiante 
manifestó haber tenido algún conocimiento previo de programación. 
Tabla 7-4: Resultados del pre-test del caso de estudio  
Estadísticas descriptivas 
Grupo 
Control Experimental 
N 24 21 
Media 3,63 3,45 
Desviación estándar 0,97 0,96 
Coeficiente de variación 26,78% 28,04% 
Mínimo 1,5 1,8 
Máximo 5,0 5,0 
Rango 3,5 3,5 
 
Luego de obtener los resultados del pre-test se buscó determinar si ambos grupos eran 
homogéneos, para ello se aplicaron algunas pruebas gráficas que permiten mostrar la 
distribución de los datos y otras pruebas estadísticas que validan la información. 
Para el análisis gráfico se presenta el diagrama de cajas y bigotes en la Figura 7-1  y el 
histograma de calificaciones en la Figura 7-2.  
Figura 7-1: Diagrama de cajas y bigotes del pre-test del caso de estudio 
 
Validación 95 
 
El diagrama de cajas y bigotes brinda una representación gráfica de la variabilidad y 
dispersión de la información. En este caso se puede observar que los datos parecen ser 
similares ya que los valores de la media (indicado por el punto) y la mediana (la línea 
horizontal) están muy cerca y no aparecen datos atípicos en ningún caso. Se nota sin 
embargo que hay una mayor dispersión de los datos en el grupo de control ya que el 
rango intercuartil es mayor. Pese a esto, la caja del grupo experimental se proyecta 
completamente sobre esta la cual es un indicio de la semejanza de los datos. 
Figura 7-2: Histograma de calificaciones en el pre-test del caso de estudio  
 
 
Por su parte, el histograma de calificaciones permite ver la distribución y variabilidad de 
las notas de los estudiantes, en este caso se observa que las notas no parecen seguir un 
patrón determinado de distribución. 
A partir de estos elementos descriptivos: media, moda, mediana y las gráficas 
presentadas, se da una idea de la similitud entre ambas muestras, sin embargo, para 
corroborar el análisis, se aplica una prueba de hipótesis. Para aplicar una prueba de 
hipótesis para determinar si dos muestras son similares primero es necesario determinar 
si los datos se ajustan a la distribución normal. Para ello se aplicaron dos pruebas de 
normalidad de datos, el test de Shapiro-Wilk y la prueba de Kolmogorov-Smirnov. En la 
Tabla 7-5 se muestra el resultado de aplicar ambas pruebas con un nivel de significancia 
de 0,05. 
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Tabla 7-5: Prueba de normalidad del pre-test del caso de estudio 
Grupo Kolmogorov-Smirnov Shapiro-Wilk 
Control 0,020 0,040 
Experimental 0,020 0,045 
 
Al analizar los resultados de la prueba de normalidad en ambos casos el valor P obtenido 
es menor al nivel de significancia (0.05) utilizado, por lo cual se rechaza la hipótesis de 
que ambos casos las muestras se distribuyen normalmente. Una vez sabido esto, no es 
posible emplear una prueba z, por lo cual es necesario hacer uso de la estadística no 
paramétrica para plantear una hipótesis que verifique la homogeneidad entre las 
muestras. En este caso se usó la prueba U de Mann-Whitney con un nivel de 
significancia de 0.05. Esta prueba, al igual que las otras pruebas no paramétricas, hace 
uso de las medianas como valor principal para calcular su homogeneidad ya que es un 
mejor estimador poblacional que la media en datos no normales considerando que la 
media se deja afectar más por datos atípicos. Más específicamente, se plantea la 
hipótesis: 
   {
   𝐻0  ∶      𝑀𝑒(𝐺𝐶)  =   𝑀𝑒(𝐺𝐸)
   𝐻1    ∶    𝑀𝑒(𝐺𝐶) ≠   𝑀𝑒(𝐺𝐸)
 
 
 
Al aplicar la prueba el valor del estadístico obtenido es 𝑈 = 281,0 y el  𝑣𝑎𝑙𝑜𝑟𝑃 =  0,51468, 
ya que  𝑣𝑎𝑙𝑜𝑟𝑃 > 0,05 no se rechaza la hipótesis nula para un 𝛼 = 0,05 y por tanto se 
demuestra una homogeneidad entre los grupos. 
 
Una vez demostrado que los dos grupos son homogéneos en cuanto a conocimientos 
previos al tema a abordar, se prosigue con el procedimiento descrito en la Tabla 7-3, es 
decir con clases magistrales para ambos, talleres para el grupo de control, y exposición a 
CPP para el grupo experimental. En la Figura 7-3 y la Figura 7-4 se evidencia dicho 
proceso. 
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Figura 7-3: Durante una sesión practica en 
la plataforma con el grupo experimental 
 
 
 
 
Figura 7-4: Durante una sesión de taller y 
resolución de preguntas con el grupo de 
control 
 
 
Algunos indicadores obtenidos con el grupo experimental se presentan en la Tabla 7-6 y 
la Tabla 7-7. En particular, se muestran el número de envíos realizados por el grupo y 
algunas estadísticas en la plataforma CPP respectivamente. 
Tabla 7-6: Estadísticas de envíos del grupo experimental fomentados con la 
programación competitiva 
Resultado Número de ocurrencias Porcentaje 
Aceptado 619 45,9% 
Respuesta Incorrecta 336 24,9% 
Tiempo Límite 59 4,3% 
Error de Compilación 220 16,4% 
Error de ejecución 115 8,5% 
Total 1349 Número de testings: 1025 
 
Tabla 7-7: Estadísticas del grupo experimental fomentados con la ludificación 
Característica Puntos 
Logros desbloqueados 113 
Puntos promedio 706 
Tiempo promedio total conectado 22 horas 6 minutos 
Notificaciones generadas 129 
Valoraciones de materiales 14 
 
Ahora, para medir el rendimiento de ambos grupos se realizó un mismo examen al 
finalizar cada uno de los módulos del curso exceptuando el módulo de introducción. Cabe 
aclarar sin embargo que a la hora de la redacción de este documento aún no se había 
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cubierto el módulo de “Arreglos”. Los resultados de dichos exámenes se presentan en la 
Tabla 7-8. 
Tabla 7-8: Resultados por temas del grupo experimental del caso de estudio 
Módulo Grupo n Media 
Desviación 
estándar 
Condicionales 
Control 21 3,9 0,72 
Experimental 22 4,3 0,53 
Iteración (definida e indefinida) 
Control 21 3,7 0,36 
Experimental 22 4,0 0,54 
 
En la Figura 7-5 y Figura 7-6 se presentan los diagramas de cajas y bigotes del 
desempeño de cada uno de los grupos en los temas condicionales e iteraciones 
respectivamente. Así mismo, en las figuras Figura 7-7 y Figura 7-8 se presentan los 
correspondientes diagramas de frecuencia. 
Figura 7-5: Diagrama de cajas y bigotes de 
las calificaciones obtenido en el tema de 
condicionales 
 
 
 
Figura 7-6: Diagrama de cajas y bigote de 
las calificaciones obtenido en el tema de 
estructuras iterativas 
 
 
 
 
Validación 99 
 
Figura 7-7: Diagrama de frecuencias de 
calificaciones en el tema de condicionales. 
 
 
Figura 7-8: Diagrama de frecuencias de 
calificaciones en el tema de iteraciones 
 
 
Como se puede observar en la  Tabla 7-8, así como en la Figura 7-5 y la Figura 7-6, los 
estudiantes del grupo experimental evidencian un desempeño superior respecto a los de 
control. Para corroborar este hallazgo en la Tabla 7-9 se presenta una validación 
estadística basada en la prueba de U de Mann-Whitney. En todos los casos se utiliza un 
nivel de significancia de 0.05 y se plantea la hipótesis nula de que los grupos tienen el 
mismo rendimiento contra la hipótesis alternativa que es diferente: 
{
   𝐻0  ∶      𝑀𝑒(𝐺𝐶)  =   𝑀𝑒(𝐺𝐸)
   𝐻1    ∶    𝑀𝑒(𝐺𝐶) ≠   𝑀𝑒(𝐺𝐸)
 
Tabla 7-9: Pruebas de hipótesis sobre los rendimientos académicos  
 
Módulo 
 
 Condicionales Iteraciones 
Valor U 353,0 352,0 
Valor P 0,0218765 0,0231258 
Conclusión Se rechaza 𝐻0 en favor de 𝐻1 Se rechaza 𝐻0 en favor de 𝐻1 
 
Como se puede observar en ambas pruebas el valor P está por debajo del nivel de 
significancia lo cual significa que se rechaza la hipótesis nula en favor de la alterna. En 
otras palabras, existe evidencia estadística de que el grupo experimental exhibió un 
desempeño superior al de control. Ahora, adicional a las pruebas de rendimiento, se 
quiso elaborar una encuesta para medir la percepción de los estudiantes hacia el modelo 
empleado así como hacía la plataforma y el aprendizaje alcanzado. Dicha prueba fue 
aplicada al grupo experimental y constó de siete preguntas, presentadas en la Tabla 
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7-10, las cuales los estudiantes debían responder mediante una escala Likert de cinco 
valores siendo 1 es muy en desacuerdo y 5 muy de acuerdo. También se dejó una 
pregunta libre para que los estudiantes expresaran sus comentarios o recomendaciones. 
Tabla 7-10: Encuesta de la metodología usada en el grupo experimental 
Pregunta Formulación 
1 Disfruté el proceso de aprendizaje usando este modelo 
2 
Siento que el modelo utilizado es más efectivo (mis objetivos académicos se 
lograron de mejor manera) que la enseñanza tradicional 
3 Me gustaría participar en cursos que hagan uso de un modelo similar 
4 
La estructura del curso (división en módulos, materiales, y ejercicios) me 
pareció adecuada 
5 
La evaluación automática junto con realimentación brindada al momento de 
enviar los ejercicios fue de ayuda durante el proceso de aprendizaje 
6 
Las herramientas de comunicación como el foro de discusión, chat, y las 
notificaciones en el muro me ayudaron a participar más activamente del 
curso y a resolver dudas fácilmente 
7 
Los elementos lúdicos como la consecución de puntos, el ranking, y la 
obtención de logros me motivaron a estudiar más y superar a mis 
compañeros 
 
En la Tabla 7-11 se muestra algunas estadísticas descriptivas del resultado de la 
encuesta. 
Tabla 7-11: Resumen de resultados de las respuestas del grupo experimental del caso 
de estudio 
Medida 
Pregunta 
1 2 3 4 5 6 7 
Respuestas 21 21 21 21 21 21 21 
Media 4,48 4,38 4,48 4,67 4,48 4,67 4,48 
Desviación 
estándar 
0,51 0,59 0,60 0,58 0,68 0,48 0,51 
Varianza 0,26 0,35 0,36 0,33 0,46 0,23 0,26 
Error típico 0,11 0,13 0,13 0,13 0,15 0,10 0,11 
Nivel de 
confianza 
0,29 0,33 0,34 0,32 0,38 0,27 0,29 
Mediana 4 4 5 5 5 5 4 
Moda 4 4 5 5 5 5 4 
Kurtosis -2,21 -0,61 -0,39 1,89 -0,10 -1,58 -2,21 
Coeficiente 
asimétrico 
0,10 -0,30 -0,66 -1,60 -0.96 -0,76 0,10 
 
Validación 101 
 
Como puede verse en la tabla anterior, la mayoría de los estudiantes dieron una 
calificación considerablemente alta en todas las respuestas siendo la de menor valor la 
pregunta 2 con una media de 4.38, y la mayor las preguntas 4 y 6 con una media de 
4.67. También puede observarse que las varianzas en todos los casos son relativamente 
bajas, lo cual indica una opinión general uniforme. 
En cuanto a la pregunta de libre respuesta la mayoría de los comentarios realizados por 
los estudiantes acerca de la metodología fueron positivos. Algunos de ellos se presentan 
a continuación. 
 “El uso de una plataforma didáctica para el aprendizaje es de gran ayuda y 
motivación en el curso de pensamiento algorítmico, dado que también ínsita a la 
competitividad entre compañeros de una manera muy armónica, el solo hecho de 
que los ejercicios sean realizados en una plataforma, nos acerca más a el mundo 
de tecnología y de interacción con ella, con  la motivación aumenta al ver que 
cada vez podemos expresar cosas cotidianas en una computadora, con los 
respectivos lenguaje, en sí, el uso de la plataforma en el pensamiento algorítmico 
es motivante, didáctico y de gran provecho con aprendizaje, una metodología muy 
excelente en mi opinión”.  -Hombre, 20 años 
 
“Me parece, interesante la metodología de estudio, en especial la  
plataforma de estudio, la cual nos permitía como estudiantes obtener a  
través de la competencia de grupo familiarizarnos más con los 
conceptos de programación, además de una forma entretenida 
de aprender – practicando”.     -Mujer, 24 años 
 
“Este tipo de experiencias hacen que el proceso de aprendizaje  
sea mucho más dinámico y eficaz. Debería de usarse no solo para 
 las áreas de tecnología y sistemas, sino en otras donde se requiera 
obtener resultados duraderos.”                -Hombre, 22 años 
                                               
“La verdad el uso de esta metodología me parece excelente, tengo  
un amigo en la universidad Luis Amigó y le mostré como estamos 
estudiando en el poli y quedó muy sorprendido por todo lo que yo 
ya había avanzado y el nivel de problemas que estábamos solucionando, 
mientras que el sentía que allá no estaba aprendiendo casi nada”.     -Hombre, 23 años 
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Durante el transcurso del curso muchos de los estudiantes manifestaron su alegría con el 
curso, mencionando que sentían que han alcanzado un muy buen nivel en lógica y 
programación, y que les gustaría seguir participando en cursos que implementen esta 
misma metodología. 
 8. Conclusiones y recomendaciones 
8.1 Conclusiones 
Cabe recordar que el objetivo general de esta investigación fue diseñar un modelo que 
permitiera mitigar los diferentes factores que dificultan el proceso de enseñanza en los 
cursos de programación y buscar estrategias con el fin de hacerlo más efectivo a partir 
de usar metodologías alternativas como la ludificación y la programación competitiva. 
Ahora bien, partiendo de las preguntas de investigación formuladas y considerando los 
resultados obtenidos en los casos de estudio realizados se puede obtener mencionar las 
siguientes conclusiones. 
 La creación y seguimiento de cursos de programación bajo un modelo de diseño 
instruccional estándar, y la integración de técnicas como la ludificación y la 
programación competitiva en un ambiente virtual de aprendizaje permiten llevar a 
cabo cursos efectivos que enfrentan las principales problemáticas que se 
presentan a los estudiantes en los cursos de programación, haciendo que el 
rendimiento de los estudiantes que participan en este tipo de cursos sea superior. 
 El uso de la programación competitiva dentro de los cursos de programación es 
una técnica que tiene un efecto positivo sobre el desempeño de los estudiantes, 
en gran medida porque los desafía constantemente a superar los resultados 
propios y de los compañeros. 
 Hacer uso de la ludificación como componente de los cursos de programación 
tiene diversas ventajas. Particularmente en el ámbito motivacional de los 
estudiantes permite, entre otras cosas, reconocer los esfuerzos de cada uno de 
en distintas áreas como el rendimiento y la colaboración. 
 La unión de la programación competitiva y la ludificación potencia el aprendizaje 
en los estudiantes ya que parece promover en ellos una cultura de esfuerzo y de 
aprendizaje autónomo. 
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 Hacer uso de jueces automáticos en las clases de programación permite al 
docente tener más tiempo para invertirlo en otros métodos de acompañamiento 
un poco más personalizados. Además ayuda a garantizar que los estudiantes se 
acostumbren a realizar un proceso iterativo de pensar una solución, diseñarla, 
probarla y ejecutarla hasta que funcione completamente. 
 El uso de las herramientas de comunicación como el chat, foro, mensajes 
privados integrados al AVA fomentan el debate, la resolución de dudas y el 
aprendizaje en grupo.  
 El conocimiento del progreso de los otros parece ser muy importante para los 
estudiantes. Por ejemplo, cuando un estudiante se ve desafiado por un ejercicio 
usualmente, una vez lo resuelve, recurre a analizar las soluciones de los demás, 
para saber cómo otros lo hicieron y aprender nuevas técnicas y algoritmos. 
 Los estudiantes tienden a estar atraídos por asignaturas que integran las nuevas 
tecnologías, en particular las que involucran juegos digitales o dinámicas de 
juegos, ya que se sienten familiarizados con estas. 
 Después de terminar el curso los estudiantes se sienten más confiados en sus 
conocimientos ya la mayoría que manifestaron que sienten que aprendieron más 
que si se hubiera usado un método tradicional. 
 Los estudiantes se sienten interesados por este tipo de modelos y les gustaría 
participar en asignaturas que sean similares. 
 
Finalmente, y ya desde la experiencia que tuve como docente con ambos grupos durante 
el caso de estudio, pude evidenciar lo siguiente: 
 Hacer uso de este tipo de AVA’s es una alternativa muy interesante para las 
personas que trabajan y no tienen una disponibilidad de estudio de tiempo 
completo, ya que les permite ir a su propio paso y tener retroalimentación en su 
casa. 
 Los estudiantes mostraban mucho interés en el ranking y manifestaron que se 
sentían jugando y que, hasta cierto punto, sentían una adicción. 
 Fuera de clase los estudiantes hablaban constantemente de lo mucho que les 
gustaba el curso. Así mismo, las conversaciones típicas giraban en torno a los 
problemas que tuvieron en la realización de un ejercicio y como lo habían 
solucionado. 
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 Con el grupo de control era muy difícil hacer seguimiento personalizado a cada 
uno de los estudiantes, y de hecho muchos de ellos no hacían prueba de 
escritorio y si la hacían no probaban con todos los casos posibles. 
 
8.2 Recomendaciones 
Algunas de las recomendaciones a tener en cuenta para la correcta implementación del 
modelo son: 
 En caso que el estudiante no este familiarizado con ningún lenguaje de 
programación, es importante que el docente tome el tiempo necesario para que él 
se capacite previamente. Por tal razón es aconsejable crear un módulo 
introductorio. 
 Es importante realizar sesiones previas de familiarización con el proceso de 
envíos y retroalimentación con los estudiantes ya que pueden llegar a confundirse 
o no entender el porqué del resultado obtenido. 
 Los docentes, con el tiempo que se ahorran evaluando ejercicios realizados por 
los estudiantes, pueden dedicar un mayor tiempo a aquellos que presentan un 
mayor grado de dificultad en el aprendizaje. 
 
8.3 Trabajo Futuro 
A partir de las recomendaciones brindadas por los estudiantes que participaron en el 
curso donde se implementó el modelo, así como de las sugerencias recibidas de 
compañeros y profesores, el trabajo futuro de esta investigación se puede realizar en dos 
direcciones, la primera en el modelo y la segunda en su implementación. 
Desde el punto de vista del modelo, se plantea la opción de avanzar y extender las 
características de sus tres componentes principales con el fin de potenciar su efectividad. 
 En la parte del diseño se plantea la posibilidad de dotar al modelo con 
caracterización de usuarios a partir de estilos de aprendizaje el cual permita 
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recomendar y reordenar los materiales de estudio, temas y ejercicios 
dependiendo de las características propias de cada uno. 
 En la parte de ludificación se plantea la opción de incorporar nuevas dimensiones 
y valores a estimular en los estudiantes como la responsabilidad, puntualidad, 
disciplina, innovación, así como extender las que ya existen. También se plantea 
la posibilidad de hacer uso de materiales interactivos. 
 En la parte de la programación competitiva sería interesante incorporar otros tipos 
de ejercicios basados en programación competitiva, integrar desafíos síncronos 
entre estudiantes, además de opciones para encontrar ‘bugs’ en los códigos de 
los compañeros. 
 
Desde el punto de vista de la implementación de la plataforma se plantean varias tareas 
que permitan facilitar la labor del docente así como las características y funcionalidades 
para los estudiantes. 
 Desde el punto de vista de los estudiantes se planea extender el número de 
lenguajes y paradigmas de programación disponibles, así como la posibilidad de 
creación de grupos privados tanto en los foros como en el chat con el fin de 
mantener conversaciones con más de una persona. También se busca 
implementar un sistema de limpieza de contenido basado en un algoritmo con el 
fin de mostrar al estudiante información que le podría resultar ‘interesante’ o 
relevante, también la opción de comentar y valorar las soluciones a ejercicios de 
los demás compañeros.  
 Sería ideal que cada vez que un estudiante finalice un curso, la plataforma sea 
capaz de enviar un informa completo del desempeño del estudiante con el fin que 
él lo pueda tener en cuenta en el momento de mejorar identificando por ejemplo 
algunas de sus áreas débiles. 
 Para los docentes sería interesante poder ahorrarles tiempo en cuanto a la 
preparación de los ejercicios. Para ello se plantea la opción de poder integrar 
ejercicios a la plataforma desde sitios reconocidos de programación competitiva 
como TopCoder, UVA, SPOJ entre otros. También se plantea la opción de crear 
un módulo anti copia que permita identificar soluciones similares entre 
estudiantes. 
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