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Povzetek
Naslov: Razvoj spletne aplikacije za agregiranje spletnih oglasov
Avtor: Kristijan Sˇuler
Diplomsko delo obravnava problem razprsˇenosti podatkov na spletu in dolocˇa
nacˇin, kako zdruzˇiti ter prikazati podatke na enem mestu. Pri obravnavi
problema so bili za temo izbrani avtomobilski oglasi, ki jih lahko v Sloveniji
iˇscˇemo po razlicˇnih spletnih straneh. Z delom sem zˇelel zdruzˇiti podatke
in jih prikazati na lep in pregleden nacˇin ter izboljˇsati samo uporabniˇsko
izkusˇnjo. Pri izdelavi dela sem uporabil slapovni model. Najprej sem naredil
analizo in nato nacˇrtoval, kako bom postavil sistem. Odlocˇil sem se, da bom
sistem razdelil na dva dela, in sicer na zaledni ter cˇelni del aplikacije. Zale-
dni sistem naj bi stregel podatke preko REST aplikacijskega programskega
vmesnika, medtem ko bi jih cˇelni del prikazoval. Podatke iz drugih sple-
tnih strani sem pridobival s knjizˇnico Scrapy, ki je zaledni sistem napolnila s
podatki in jih periodicˇno osvezˇevala. Cˇelni del je implementiran v obliki eno-
stranske aplikacije in za avtentikacijo uporablja JWT. Rezultat diplomskega
dela je sistem, ki pridobiva, obdeluje in hrani podatke ter spletiˇscˇe z videzom
“material design”, ki uporabnikom prikazuje ter omogocˇa vnos oglasov.
Kljucˇne besede: spletne tehnologije, agregacija, spletni oglasi, Django,
Vue.js.

Abstract
Title: Development of web application for aggregation of web adds
Author: Kristijan Sˇuler
The diploma thesis deals with the problem of online data scatterness and how
to combine and display data in one place. When addressing this issue the
car ads were selected as the topic, which we can search through on different
sites in Slovenia. I wanted to aggregate the data and present these data in a
attractive and transparent way and to improve user experience in this thesis.
For developing the diploma I selected the waterfall development model. I
followed the phases in the cycle. First I performed the analysis and then
planned how to set up the system. I decided to split the system into two
parts, on the back end and front end of the application. The back end
is supposed to serve the data through the REST application programming
interface while the front end is supposed only to display data. I obtained
the data from other websites with the Scrapy library, which filled the back
end system with data and kept it fresh. The front end is implemented as
a one-page application and uses JWT for authentication. The result of the
thesis is a system that collects, processes and stores data and a web site with
a material design layout which displays ads and allows users to enter ads.
Keywords: web development, aggregation, web ads, Django, Vue.js.

Poglavje 1
Uvod
Zadal sem si narediti spletno aplikacijo z avtomobilskimi oglasi, agregiranimi
iz drugih spletnih strani in mozˇnostjo objave oglasov tudi na sami strani.
V okviru diplomskega dela naj bi stran prikazovala oglase spletnih strani
avto.net in bolha.com, saj sta najvecˇja ponudnika tovrstnih oglasov v Slo-
veniji. Ideja in motivacija za to tematiko je izvirala iz tega, da na slovenskem
trgu ne obstaja stran, kjer bi lahko na hitro pregledali oglase vecˇjih ponu-
dnikov ter imeli opcijo dobrega filtriranja, kar posledicˇno privede do tega, da
za iskanje zˇelenega vozila porabimo dosti cˇasa. To sem opazil, ko sem prido-
bival podatke s spletnimi agenti, saj so bili nekateri podatki nekonsistentni,
kar sem nato moral tudi uposˇtevati ob modeliranju podatkovne baze in tako
zmanjˇsati preverjanje podatkov ter povecˇati sˇtevilo opcijskih polj.
Aplikacija bi bila razdeljena na zaledni del, ki je REST aplikacijski pro-
gramski vmesnik, na katerem so shranjeni oglasi ter skrbi za pridobivanje
oglasov, in cˇelni del, ki je le uporabniˇski vmesnik za prikazovanje in objavo
oglasov. Avtentikacija uporabnikov pa bi bila implementirana z uporabo JWT
zˇetona, poskrbljeno pa naj bi bilo tudi za avtorizacijo, kar je nujno, cˇe stran
omogocˇa urejanje in brisanje oglasov.
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1.1 Cilji
Cilj diplomskega dela je sodobna spletna aplikacija z uporabo najnovejˇsih
tehnologij ter ogrodij za grajenje spletnih strani. Glavna naloga spletne
strani je zdruzˇevanje oglasov iz razlicˇnih spletnih strani ter mozˇnost krei-
ranja novih. Odpravila naj bi pomanjkanje te storitve na slovenskem trgu.
Poleg tega pa naj bi izboljˇsala uporabniˇsko izkusˇnjo pri kreiranju oglasov s
pomocˇjo samodejnega izpolnjevanja polj in posledicˇno izboljˇsala kakovost ter
omogocˇala enostaven pregled oglasov tudi na mobilnih napravah.
1.1.1 Pregled podrocˇja
Za vzgled sem si vzel spletno stran Ceneje.si, kjer je mozˇno preveriti ceno
izdelka iz vecˇ spletnih strani tako, da ni potrebno obiskati vsake posebej.
Razlika je le, da se pri nas shranjujejo oglasi z razlicˇnih strani s celotnimi
podatki, opisi ter slikami in ne le cena izdelka ter tehnicˇne informacije, saj
se vsi oglasi med seboj razlikujejo in jih ni mogocˇe zdruzˇiti.
1.1.2 Pregled obstojecˇih spletnih strani z avtomobil-
skimi oglasi
Po pregledu obstojecˇih ponudnikov oglasov, torej avto.net in bolha.com,
sem opazil nekaj slabosti, ki se ticˇejo uporabniˇske izkusˇnje. Med njimi najbolj
izstopa neodziven dizajn spletne strani, kar zelo otezˇi iskanje oglasov na
mobilnih napravah, in filtriranje oglasov, ki je prisotno, a je mogocˇe malce
prevecˇ omejeno. Te slabosti sem pri implementaciji strani resˇil tako, da
sem za izgradnjo uporabniˇskega vmesnika uporabil komponentno knjizˇnico
Vuetify, ki omogocˇa lazˇji razvoj, in sledil nacˇelom odzivnega dizajna. Stran
je tako bolj pregledna in zracˇna, poleg tega pa je funkcionalnost strani na
mobilnih napravah enaka kot na racˇunalniku.
Zˇelel sem tudi implementirati stran, kjer bi uporabniki lahko enostavno
ustvarjali oglase, cˇesar na slovenskem trgu sˇe ne najdemo. Cˇe zˇelimo ustva-
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riti oglas, moramo vse podatke poznati sami in jih vnesti rocˇno. Ker vsi
uporabniki ne poznajo podatkov, ko se odlocˇijo objaviti oglas, posledicˇno
pustijo dolocˇena polja prazna ali pa vnesejo napacˇne podatke, kar privede
do slabih oglasov, ki jih filtrirne opcije nato ne zajamejo. To sem resˇil z
uporabo locˇene aplikacije na zalednem sistemu, v kateri hranim podatke o
avtomobilih, ki sluzˇijo za samoizpolnjevanje polj, ko uporabnik vnese nekaj
osnovnih podatkov o avtomobilu.
1.2 Razvoj
Za razvoj spletne strani sem izbral slapovni model razvoja ter diplomsko
delo razdelil na njegove faze. Tako sem v tretjem poglavju (Analiza) zajel
vse podatke, potrebne za nacˇrtovanje spletne strani, in preucˇil pridobivanje
podatkov s spletnih strani. Nato sem v cˇetrtem poglavju (Nacˇrtovanje) se-
stavil nacˇrt za razvoj spletne strani, posvetil sem se predvsem zalednemu
sistemu. Temu sledi peto poglavje (Izvedba), v katerem sem opisal razvoj
zalednega in cˇelnega sistema. Opisal sem tudi pridobivanje in agregiranje
podatkov ter prikazal uporabniˇski vmesnik. Na koncu tega poglavja pa sem
opisal sˇe osnovno testiranje zalednega sistema. Nato sem v sˇestem poglavju
(Uvedba) opisal sˇe postavitev sistema v produkcijsko okolje. Delo pa sem
zakljucˇil s sklepnimi ugotovitvami in idejami za nadaljnji razvoj.
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Poglavje 2
Opis tehnologij, ogrodij in
razvijalskih orodij
V tem poglavju opisujem tehnologije in ogrodja, ki sem jih uporabljal pri
izdelavi diplomskega dela. Omenjam tudi orodja, ki sem jih uporabljal tekom
razvoja aplikacije.
2.1 Tehnologije
Na tem mestu opisujem tehnologije, ki so pomembne za razvoj spletne apli-
kacije.
2.1.1 REST
REST je kratica za predstavitveni prenos stanja (ang. Representational State
Transfer) in je arhitekturni slog distribuiranih hipermedijskih sistemov. Ima
sˇest osnovnih principov:
• Arhitektura odjemalec-strezˇnik, omogocˇa locˇevanje tezˇav uporabniˇskega
vmesnika na odjemalcu od problemov shranjevanja podatkov na zale-
dnem sistemu. Omogocˇa, da imamo lahko vecˇ razlicˇnih uporabniˇskih
vmesnikov za razlicˇne platforme ter ohranimo preprost zaledni sistem.
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• Brez stanja – vsak zahtevek odjemalca na strezˇnik mora vsebovati vse
podatke, potrebne za razumevanje zahteve in ne sme izkoristiti nobe-
nega shranjenega konteksta na strezˇniku. Stanje seje je torej v celoti
ohranjeno za odjemalca.
• Pred-pomnjenje – omejitve predpomnilnika zahtevajo, da se podatki v
odzivu na zahtevo implicitno ali izrecno oznacˇijo kot predpomnilni ali
ne. Cˇe je odgovor predpomnjen, potem ima predpomnilnik odjemalca
pravico, da te podatke odziva ponovno uporabi za poznejˇse enakovre-
dne zahteve.
• Enotni vmesnik – z uporabo nacˇela programskega inzˇeniringa na kom-
ponentnem vmesniku je poenostavljena celotna arhitektura sistema in
izboljˇsana vidnost interakcij.
• Vecˇplastni sistem – slog, ki omogocˇa arhitekturi sestaviti hierarhicˇne
plasti z omejevanjem vedenja komponent tako, da vsaka komponenta
ne more ‘videti’ onkraj neposredne plasti, s katero komunicirajo.
• Koda na zahtevo (neobvezno) – REST omogocˇa razsˇiritev funkcional-
nosti s prenosom in izvrsˇevanjem kode v obliki programov ali skript.
Z REST aplikacijo obicˇajno vracˇamo JSON ali XML, lahko pa tudi kaj dru-
gega [19].
2.1.2 Enostranska aplikacija
Enostranska aplikacija (SPA) je spletna aplikacija ali spletna stran, ki name-
sto ponovnega nalaganja strani raje prepisuje trenutno stran oziroma delcˇke
strani, kar nato daje izkusˇnjo bolj namizne aplikacije kot spletne splikacije.
V enostranski aplikaciji se obicˇajno s prvim nalaganjem strani nalozˇi vsa
potrebna koda za prikaz strani, torej HTML, JavaScript in CSS. Ostale po-
datke, ki jih zˇelimo prikazati na strani, pa pridobivamo z uporabo AJAX
klicev na zaledni sistem. S tem izboljˇsamo tudi nalagalni cˇas strani, saj
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najprej prikazˇemo spletno stran, sˇele nato podatke na sami strani [7]. Pred-
nost enostranske aplikacije je boljˇsa uporabniˇska izkusˇnja, saj je ne preki-
nemo. Med pridobivanjem podatkov lahko uporabniku prikazˇemo animacijo
ali pa ogrodje komponent tako, da uporabnik ve, kaksˇen videz strani lahko
pricˇakuje, ko bodo podatki pridobljeni.
2.1.3 Ajax
Asinhroni JavaScript in XML (AJAX) je programerska praksa grajenja bolj
kompleksnih, dinamicˇnih spletnih strani, z uporabo tehnologije, znane kot
XMLHttpRequest. Glavna funkcionalnost je, da lahko hitro posodobimo
delcˇke DOMa in HTML-ja spletne strani, kar naredi aplikacijo bolj odzivno.
To pomeni, da aplikacija lahko deluje asinhrono. Asinhrono izvajanje strani
pomeni, da se koda na strani izvaja tudi, ko se delcˇek spletne strani posoda-
blja, za razliko od sinhronega izvajanja, ki izvajanje kode blokira, dokler se
tisti delcˇek strani ne nalozˇi [17].
2.1.4 JSON Web Token
JSON spletni zˇeton je odprt standard (RFC 7519), ki dolocˇa kompakten in
samostojen nacˇin za varno prenasˇanje informacij med strankami kot objekt
JSON. Te podatke je mogocˇe preveriti in jim zaupati, saj so digitalno pod-
pisani. JWT se lahko podpiˇse s skrivnostjo (algoritem HMAC) ali parom jav-
nih/zasebnih kljucˇev z uporabo RSA ali ECDSA. Struktura zˇetona je:
• glava (ang. header);
• koristna vsebina (ang. payload) in
• podpis (ang. signature).
Vsebina posameznih delov je locˇena s piko. Tako je obicˇajno videti kot
xxxxx.yyyyy.zzzzz, kjer je x glava, y koristna vsebina in z podpis [12].
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2.1.5 git
Git je odprtokoden, majhen, hiter in razsˇirljiv sistem za nadzor revizij z veli-
kim naborom ukazov, ki omogocˇajo tako operacije na visoki ravni kot popoln
dostop do internih operacij. Uporablja se za verzioniranje, kar nam omogocˇi,
da se lahko kadar koli vrnemo v prejˇsnje stanje, primerjamo spremembe
skozi cˇas, vidimo, kdo je nazadnje spreminjal in sˇe mnogo drugih stvari.
Glavna prednost v primerjavi z drugimi sistemi za verzioniranje izvorne kode
je zmozˇnost razvejevanja (ang. branching). Tako lahko vsak razvijalec spre-
minja kodo v svoji veji. To omogocˇa, da je sodelovanje vecˇ ljudi na projektu
enostavnejˇse, ker je pregledovanje kode in njenih sprememb lazˇje, hkrati pa
opozarja na konflikte v kodi, kar omogocˇa njeno lazˇje zdruzˇevanje [11].
2.1.6 Docker
Vsebovalnik je standardna programska enota, ki pakira kodo in vse njene od-
visnosti, tako da aplikacija hitro in zanesljivo tecˇe na razlicˇnih racˇunalniˇskih
okoljih. Docker je lahek samostojen in izvedljiv paket programske opreme,
ki vkljucˇuje vse potrebno za zagon aplikacije:
• kodo;
• izvajalnik kode;
• sistemska orodja;
• sistemske knjizˇnice in
• nastavitve.
Slike vsebovalnikov postanejo vsebovalniki med izvajanjem in v primeru vse-
bovalnikov docker slike postanejo vsebovalniki, ko se izvajajo na Docker
stroju (ang. Engine). Na voljo je za aplikacije, ki temeljijo na Linuxu
in Windowsih. Programska oprema v vsebovalnikih se vedno izvaja enako ne
glede na infrastrukturo. Vsebovalniki izolirajo programsko opremo iz svojega
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okolja in zagotavljajo njeno enakomerno delovanje kljub razlikam, na primer
med razvojem in produkcijo [13].
2.2 Ogrodja
Ogrodja se uporabljajo za enostavnejˇsi in hitrejˇsi razvoj aplikacij, saj nam ni
potrebno toliko skrbeti za ostale stvari, kot so recimo varnost, komunikacija
z bazo podatkov itd., zato se lahko bolj osredotocˇimo na samo aplikacijo in
njeno delovanje.
2.2.1 Vue.js
Vue je progresivno, odprtokodno JavaScript ogrodje za gradnjo uporabniˇskih
vmesnikov in bolj kompleksnih enostranskih strani. Za razliko od drugih mo-
nolitnih ogrodij je Vue zˇe od samega zacˇetka zasnovan, da bi bil postopno
sprejemljiv. Osrednja knjizˇnica je osredotocˇena samo na sloj pogleda ter jo
je enostavno uporabiti in integrirati z drugimi knjizˇnicami ali v obstojecˇem
projektu. Po drugi strani pa je z Vue mogocˇe razviti enostranske aplikacije,
cˇe zraven uporabimo podporne knjizˇnice in sodobna orodja [23].
Ostale knjizˇnice
Znotraj aplikacije sem uporabil sˇe kar nekaj knjizˇnic, kar je podrobneje pred-
stavljeno v razdelku 5.2.1. Izpostavil pa bi knjizˇnico Vuex, ki je opisana v
5.2.2. Za lazˇje grajenje uporabniˇskega vmesnika sem uporabil Vuetify.
2.2.2 Django
Django je visokonivojsko spletno ogrodje, ki temelji na programskem jeziku
Python. Spodbuja hiter razvoj in cˇisto, pragmaticˇno oblikovanje. Sledi ar-
hitekturnem vzorcu MVT:
• Modelni sloj (ang. Model layer) – abstraktni sloj za strukturiranje in
manipuliranje podatkov spletne aplikacije.
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• Pogledni sloj (ang. View layer) – koncept, ki enkapsulira logiko, odgo-
vorno za procesiranje uporabnikovih zahtevkov in vracˇanje odgovora.
• Predlozˇni sloj (ang. Template layer) – nudi oblikovalcu prijazno sinta-
kso za upodabljanje informacij, ki jih je potrebno predstaviti uporab-
niku.
Med drugim nudi tudi lazˇje ustvarjanje obrazcev, stran za skrbnika strani in
skrbi za varnost z orodji in mehanizmi za zasˇcˇito [8]. Zadnje cˇase veliko apli-
kacij uporablja Django le kot zaledni sistem, in sicer kot REST aplikacijski
programski vmesnik. To je mogocˇe z uporabo knjizˇnice DRF – vecˇ o tem v
2.2.3.
2.2.3 Django REST framework
Django REST ogrodje (DRF) vsebuje mocˇen in prilagodljiv nabor orodij za
grajenje spletnih API-jev. Omogocˇa objektno kot tudi funkcijsko orienti-
rane poglede, cˇe jih potrebujemo, sicer knjizˇnica spodbuja objektno orien-
tirane poglede. Ima serializacijski sistem, ki podpira objektno-relacijsko in
neobjektno-relacijsko mapiranje[16]. Z leti je knjizˇnica postala prva izbira
mnogih razvijalcev, ki se odlocˇijo za razvoj REST API vmesnika v Django
projektu [10].
2.3 Orodja
V tem razdelku so prestavljeni urejevalniki in orodja, ki sem jih uporabljal
tekom razvoja.
2.3.1 Visual Studio Code
Visual Studio Code je lahek, a mocˇan urejevalnik izvorne kode, ki se izvaja na
namizju. Podpira vecˇino programskih jezikov in omogocˇa enostavno namesti-
tev razsˇiritev za urejevalnik. Z njimi dodamo podporo za ostale programske
jezike, ali pa za ogrodja, ki jih uporabljamo [5].
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2.3.2 MySql Workbench
MySQL Workbench je enotno vizualno orodje za nacˇrtovalce podatkovnih
baz, razvijalce in administratorje. Ponuja modeliranje podatkov, razvoj SQL
in obsezˇno skrbniˇsko orodje za konfiguracijo strezˇnika, administracijo upo-
rabnikov, varnostno kopiranje in sˇe veliko vecˇ [4]. Sam sem ga uporabil za
lazˇje nacˇrtovanje podatkovne baze.
2.3.3 Razvijalska orodja za spletni brskalnik Chrome
Razvijalska orodja so vgrajena v sam brskalnik in vsebujejo mnozˇico spletnih
razvijalskih orodij, ki omogocˇajo hitro razhrosˇcˇevanje problemov v realnem
cˇasu. Omogocˇa tudi lazˇjo analizo DOM-a in CSS-ja, kar nam pride zelo
prav pri razvoju spletnih strani. Ima tudi mozˇnost pogleda kot na mobilni
napravi, simuliranje delovanja omrezˇja in mnogo drugih uporabnih stvari [1].
Pri izdelavi diplomskega dela sem si z njimi olajˇsal delo pri definiranju CSS
selektorjev in samem razvoju uporabniˇskega vmesnika.
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Poglavje 3
Analiza
Na spletni strani v fazi razvoja prikazujem zaenkrat samo avtomobile, v
prihodnosti pa bi lahko z malo truda dodal motorje, tovorna in gospodarska
vozila. Ti oglasi morajo biti med sabo locˇeni, poleg tega pa morajo biti
definirane specifikacije vozil zato, da se jih nato lazˇje najde med veliko oglasi,
kar je bilo med razvojem sistema tudi vzeto v obzir.
3.1 Uporabniˇske zgodbe
Sestavil sem par osnovnih uporabniˇskih zgodb. Uporabniˇske zgodbe so kratki
opisi zˇelenega koncˇnega cilja, izrazˇenega z vidika uporabnika programske
opreme. Uporabniki so lahko interni, torej znotraj podjetja, kot tudi zunanji
oziroma koncˇni uporabniki. Namen uporabniˇske zgodbe je predstaviti, kako
bo neko delo uporabniku oziroma stranki vrnilo dolocˇeno vrednost [18].
Prednosti pisanja uporabniˇskih zgodb so:
• zgodbe so osredotocˇene na uporabnika;
• omogocˇajo sodelovanje z ekipo;
• zgodbe poganjajo kreativne resˇitve;
• ustvarjajo momentum [18].
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3.1.1 Neprijavljen uporabnik
Ta uporabnik ima na voljo nekaj akcij, opisanih spodaj.
Iskanje oglasov
Obiˇscˇe spletno stran, odpre se mu glavna stran, na kateri je obrazec za iskanje
oziroma filtriranje vozil. Uporabnik izpolni zˇelena polja in izbere opcijo za
iskanje. Na strani se prikazˇejo oglasi z vozili, ki so objavljena na tej strani
ali pa na drugih straneh, ob strani pa se mu prikazˇejo filtri s podatki, ki jih
je vnesel na prejˇsnjem obrazcu. Cˇe zˇeli posodobiti filtre, izbere opcijo za
filtriranje in v obrazcu spremeni filtrirne podatke. Oglasi se posodobijo, pri
tem pa ni potrebno iti nazaj na prejˇsnjo stran. Uporabnik klikne na oglas in
odpre se mu stran s podrobnimi podatki o vozilu.
Prijava ali registracija
Obiˇscˇe spletno stran, izbere gumb Prijava ali pa v stranskem meniju izbere
gumb, ki je zasˇcˇiten tako, da potrebuje prijavo, zato uporabnika preusmeri
na stran za prijavo. Odpre se mu prijavno okno. Izbira lahko med prijavo
ali registracijo. Izbere zˇeleno akcijo, izpolni potrebna polja in se prijavi. Ob
uspesˇni registraciji pa se mora ponovno prijaviti.
3.1.2 Prijavljen uporabnik
Ta uporabnik ima na voljo sˇe nekaj dodatnih akcij.
Objava oglasa
V stranskem meniju klikne gumb Dodaj oglas. Odpre se mu obrazec za
dodajanje oglasov. Vnesti mora nekaj osnovnih podatkov o vozilu, kot so
proizvajalec, model, letnik ter gorivo. Pridobijo se podatki o tem vozilu in
izpolnijo znana polja za ta model vozila. Uporabnik nato samo sˇe vnese
ostale podatke ter nalozˇi slike. Klikne gumb Objavi in oglas je nalozˇen.
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Brisanje ali urejanje oglasa
V stranskem meniju klikne gumb Moji oglasi in odpre se mu stran s se-
znamom njegovih oglasov. Na vsakem oglasu so gumbi, ki omogocˇajo ogled,
urejanje ali brisanje oglasa. Po kliku na gumb se odpre stran oziroma zgodi
ustrezna akcija. Cˇe akcija ni varna metoda, torej brisanje ali urejanje, se
pred izvedbo odpre potrditveno okno.
3.1.3 Funkcionalne zahteve
Zajel sem nekaj osnovnih funkcionalnih zahtev, ki jih potrebuje sistem.
Agregacija oglasov
Oglasi, pridobljeni iz drugih spletnih strani, morajo biti oznacˇeni in vsebovati
povezavo na originalno spletno stran. Oglasi se morajo redno posodabljati
in tako zagotavljati, da imajo uporabniki vedno svezˇe oglase. Posodobitve
se morajo izvajati vsaj enkrat na uro, pri tem pa ne smejo obremenjevati
strani, iz katere pridobivajo podatke.
Zahteve lahko strnemo v naslednje alineje:
• Periodicˇno posodabljanje oglasov vsako uro.
• Brisanje starih oglasov enkrat na dan.
• Stran, iz katere pridobivam podatke, ne sme biti obremenjena.
Samoizpolnjevanje znanih podatkov v obrazcih
Pri kreiranju oglasov na sami strani mora uporabnik izpolniti cˇim vecˇ podat-
kov o vozilu. Ker veliko uporabnikov ne ve na pamet sˇtevilnih podatkov o
avtomobilu, mu lahko pri tem pomaga samoizpolnjevanje, tako da ko izpolni
nekaj osnovnih polj, se mu nekatera polja izpolnijo sama, sˇe vedno pa ima
opcijo, da ta polja popravi sam.
Te funkcionalnosti mora vkljucˇevati:
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• Baza znanja o vozilih.
• Uporabniˇski vmesnik mora znati uporabljati bazo znanja ter samoiz-
polnjevati nekatera polja.
3.1.4 Nefunkcionalne zahteve
Videz spletne strani
Materialni videz Spletna stran mora slediti smernicam materialnega vi-
deza. Mora biti prostorna in ne prenatrpana.
Odzivno spletno oblikovanje Omogocˇati mora dobro uporabniˇsko izkusˇnjo
uporabnikom na mobilnih napravah, saj ti ustvarijo velik obseg prometa.
Izbira teme aplikacije Na voljo mora biti svetla in temna tema spletne
strani. Tema mora imeti dovolj velik kontrast.
3.2 Analiza pridobivanja podatkov iz drugih
spletnih strani
Podatke iz spletnih strani pridobivamo z uporabo pajkov.
Strganje je proces podatkovnega rudarjenja, poznan tudi kot spletno pri-
dobivanje podatkov, spletno nabiranje itd. Vkljucˇuje pridobivanje spletne
strani in izlusˇcˇevanje podatkov iz nje. Uporabno je za hiter dostop in analizo
velikih kolicˇin podatkov. Za strganje potrebujemo programsko opremo, ki
simulira cˇlovekovo interakcijo s spletno stranjo, da bi pridobila zˇelene infor-
macije. Pridobimo lahko slike, besedilo, videoposnetke, torej vse, kar lahko
uporabnik vidi na spletni strani. Programska oprema lahko dostopa do sve-
tovnega spleta neposredno preko HTTP protokola ali z uporabo spletnega br-
skalnika. Cˇeprav lahko strganje opravi uporabnik programske opreme rocˇno,
se ta po navadi nanasˇa na avtomatiziran proce,s implementiran z agentom
ali pajkom (preiskovalnik)[9].
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Podatki so obicˇajno preko interneta preneseni v neki dogovorjeni, struk-
turirani obliki, primerni za njihovo procesiranje. Podatki na vecˇini spletnih
strani niso strukturirani in dosegljivi v neki formalni obliki, saj veliko sple-
tnih strani vsebuje besedilo, ki je berljivo za ljudi, ni pa lahko dostopno za
strojno branje. Strganje podatkov zapolni to luknjo in omogocˇi dostop do
ogromno novih podatkov, ki so lahko avtomatsko pridobljeni in strukturirani
iz podatkov, berljivih za ljudi [9].
Spletno strganje pridobi spletno stran, najde specificˇne podatke na strani,
jih izlusˇcˇi, transformira, cˇe je to potrebno, nato pa shrani kot strukturirano
podatkovno zbirko [9].
Tema strganja spleta pogosto poraja teme in vprasˇanja o legalnosti in
posˇteni uporabi [2].
Pri obstajajo trije glavni pomisleki:
• avtorske pravice;
• motenje in
• arhiviranje.
Pridobivanje podatkov, ki so javno dostopni, ni prekrsˇek. Preiskovanje je
nekomercialna posˇtena uporaba (ang. fair use), ki ne prepakira ali ponovno
objavi podatkov. Torej, cˇe pridobljene podatke ponovno objavimo v komer-
cialne namene, moramo dobiti dovoljenje od vira podatkov [9]. Ker namen
izdelave diplomskega dela ni komercialno usmerjen ne potrebujem dodatnega
dovoljenja za strganje podatkov s spletnih strani.
Osnovni primer pridobivanja podatkov Pajek posˇlje GET zahtevek
zˇeleni strani in nato razcˇleni HTML odgovor. Nato v odgovoru poiˇscˇe po-
datke, ki so potrebni, in to pocˇne, dokler ne zberemo vseh podatkov, ki jih
zˇelimo. Nato te podatke shrani v datoteko razlicˇnih formatov, na primer
CSV, JSON, ali pa uvozi te podatke v podatkovno bazo. Odvisno od tega,
kaj potrebujemo [9].
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Poglavje 4
Nacˇrtovanje
V tem poglavju je predstavljena faza nacˇrtovanja.
4.1 Delitev aplikacije
Aplikacija je razdeljena na dva dela – zaledni del in cˇelni del. Zaledni del
odgovarja na REST zahtevke in pridobiva podatke iz drugih spletnih strani
ter jih shranjuje v podatkovno bazo.
Cˇelni del pa je uporabniˇski vmesnik, torej spletna stran. Uporabil sem
sodobne tehnologije in knjizˇnice. Ker je cˇelni del locˇen od zalednega, bi
lahko naredil tudi vecˇ locˇenih uporabniˇskih vmesnikov ali aplikacije za ciljne
operacijske sisteme. V okviru diplomskega dela sem naredil spletno stran.
4.2 Postavitev sistemov
Za lazˇji razvoj in neodvisnost od operacijskega sistema ter lazˇjo postavitev
v produkcijo sem uporabil Docker.
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4.3 Zaledni del
Omogocˇati mora pregled oglasov iz same strani, kot tudi oglase iz drugih
spletnih strani. Podatki iz drugih spletnih strani se hranijo lokalno in se
pridobivajo vsako uro oziroma na zˇelen cˇasovni interval. Cˇe oglas zˇe obstaja,
ga posodobi, cˇe pride do sprememb. Cˇasovni interval osvezˇevanja mora biti
primeren prometu na strani. Ker lahko zahtevki zelo obremenijo spletne
strani, jih ne sme biti prevecˇ v kratkem cˇasovnem obdobju, saj je potrebno
druge spletne strani sposˇtovati. Oglasi se po dolocˇenem cˇasovnem obdobju
izbriˇsejo.
Podatki se zaradi performancˇnih in varnostnih razlogov hranijo lokalno.
Pridobivanje in obdelovanje podatkov je draga operacija, saj je za iskanje
enega avtomobila potrebno poslati veliko kolicˇino zahtevkov na druge sple-
tne strani. V primeru, da je na strani nekaj uporabnikov, bi to spletne strani,
iz katerih pridobivam podatke, lahko sˇtele kot DOS napad in bi lahko bloki-
rale IP naslov strezˇnika zalednega dela. To bi lahko izrabili tudi napadalci in
posˇiljali lazˇne zahtevke na strani in tako onemogocˇili delovanje samega zale-
dnega sistema, ker bi moral obdelovati prevecˇ podatkov. To bi lahko resˇili z
uporabo zacˇasnega pomnilnika, kot je Redis, vendar bi bilo potrebno vseeno
vsake toliko cˇasa veliko osvezˇevati. V primeru, da pa so podatki na samem
strezˇniku, omogocˇajo hitre odgovore uporabnikom in integracijo z oglasi iz
same spletne strani, ki jih uporabniki objavijo na nasˇi spletni strani. V ta
namen sem uporabil relacijsko podatkovno bazo PostgresSQL.
Uporabniki lahko klicˇejo zaledni sistem za pridobivanje oglasov. Cˇe pa
zˇelijo kaj objaviti, pa se morajo prijaviti v sistem. Prijava poteka z uporabo
JWT zˇetona, ki se posˇilja ob vsakem zahtevku.
Avtorizacija se bo izvajala na samem objektu v bazi. V tem primeru je
to oglas. Tako bo samo dejanski lastnik oglasa tega urejal ali izbrisal.
Za lazˇje delo sem uporabil knjizˇnico Django in django-rest-framework
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Slika 4.1: Entitetni model info aplikacije
Nacˇrtovanje aplikacije
Zaledni sitem ima dve locˇeni aplikaciji, info in ads.
info Aplikacija ima vse podatke o skoraj vseh avtomobilih, ki so na trgu.
Namenjena je kot pomocˇ pri izpolnjevanju podatkov. Uporabniki spletne
strani lahko podatke pridobivajo, ne morejo pa jih urejati. Entitetni model
za to aplikacijo je prikazan na sliki 4.1.
ads V tej aplikaciji se shranjujejo vsi oglasi. Tako tisti, pridobljeni iz drugih
spletnih strani, kot tisti, ki jih uporabniki objavijo na sami spletni strani.
Zastavljena je tako, da omogocˇa kasnejˇse dodajanje razlicˇnih tipov vozil npr.
motorjev ali plovil. Entitetni model za to aplikacijo je prikazan na sliki 4.2.
22 Kristijan Sˇuler
Slika 4.2: Entitetni model ads aplikacije
Pri nacˇrtovanju sem si pomagal z MySql workbenchom ter pripravil zacˇetna
entitetna modela, prikazana na slikah 4.1 in 4.2. Entitetni model podatkovne
baze sem poskusˇal cˇim bolje nacˇrtovati, da ne bi imel veliko sprememb med
razvojem. Poskusˇal sem normalizirati do tretje stopnje. Nekje sem zaradi
performancˇnih vidikov pustil normalizirano do druge stopnje.
4.4 Cˇelni del oziroma spletna stran
Uporabniˇski vmesnik mora biti SPA aplikacija. Mora biti enostaven in intu-
itiven za uporabo.
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Implementirati je treba strani za:
• prijavo in registracijo;
• iskanje oglasov;
• objavo oglasov;
• uporabnikovo pregledno plosˇcˇo in
• stran za nastavitve.
Avtentikacija JWT zˇeton se shranjuje v lokalni shrambi z uporabo vuex
in vuex-persistedstate knjizˇnice. V zˇetonu se hrani tudi osnovne podatke o
uporabniku in po uspesˇni avtentikaciji pridobi dodatne informacije o upo-
rabniku s klicem na zaledni sistem
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Poglavje 5
Izvedba
V tem poglavju je predstavljena implementacija celotne aplikacije.
5.1 Zaledni del
Prvi del tega poglavja obsega implementacijo zalednega dela aplikacije.
5.1.1 Priprava razvojnega okolja
Najprej sem postavil razvojno okolje za zaledni sistem. Za ustvarjanje ogrodja
bi lahko uporabil djangovo standardno postavitev, ki zadostuje za manjˇsi pro-
jekt, a cˇe zˇelimo imeti lepo strukturo projekta, razlicˇne nastavitve za fazo
razvoja, testiranja in produkcije, je potrebna drugacˇna postavitev.
Cookiecutter je odprtokodna knjizˇnica, katere namen je hitro postavljanje
projektov iz projektnih predlog, na primer Python paketa, Djanga in mnogo
drugih, ki jih prispevajo razvijalci odprtokodne skupnosti [20].
Za ta projekt sem uporabil projektno predlogo cookiecutter-django-rest.
Knjizˇnica v cˇasu pisanja diplomskega dela ustvari django projekt z nasle-
dnjimi specifikacijami:
• Moderna verzija programskega jezika Python verzije 3.6+.
• Django verzije 2.1 ali vecˇ.
25
26 Kristijan Sˇuler
• Aplikacijo postavi v virtualizirano okolje z uporabo Dockerja, kar omogocˇa
lazˇji lokalni razvoj in lazˇji prehod na produkcijsko okolje z enostavno
uporabo knjizˇnice docker-compose.
• Podatkovna baza PostgreSQL verzije 9.6 ali vecˇ.
• Integracija knjizˇnice Django Rest Framework.
Struktura projekta po kreiranju s cookiecutter-django-rest je prikazana
na sliki 5.1.
Slika 5.1: Struktura projekta.
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5.1.2 Docker
Ker se zaledni sistem izvaja v Dockerju, je za zagon sistema potrebno izvesti
samo dva ukaza.
Prvi ukaz je docker-compose build. Ta ukaz ustvari zagonsko sliko,
katero bo uporabljala aplikacija. Pri tem pa izvede ukaze, zapisane v datoteki
Dockerimage, ki se nahaja v projektni mapi. V tej datoteki, ki je prikazana
v listingu 5.1, definiramo:
• zagonsko sliko, katero naj prenese Docker;
• kopiranje projektnih odvisnosti iz projektne mape;
• namestitev projektnih odvisnosti;
• kopiranje kode iz projektne mape;
• izpostavitev vrat 8000, na katerih bo poslusˇala aplikacija in
• ukaz za migracijo baze ter zagon strezˇnika.
1 FROM python :3.6
2 ENV PYTHONUNBUFFERED 1
3
4 # Allows docker to cache installed dependencies between
builds
5 COPY ./ requirements.txt requirements.txt
6 RUN pip install -r requirements.txt
7
8 # Adds our application code to the image
9 COPY . code
10 WORKDIR code
11
12 EXPOSE 8000
13
14 # Migrates the database , uploads staticfiles , and runs the
production server
28 Kristijan Sˇuler
15 CMD ./ manage.py migrate && \
16 ./ manage.py collectstatic --noinput && \
17 newrelic -admin run -program gunicorn --bind 0.0.0.0: $PORT
\
18 --access -logfile - fload.wsgi:application
Listing 5.1: Datoteka Dockerimage.
Drugi ukaz pa je docker-compose up, s katerim zazˇenemo storitve v
locˇenih vsebovalnikih tako, kot jih opiˇsemo v datoteki docker-compose.yml.
Storitve imam razdeljene na podatkovno bazo, django aplikacijo in dokumen-
tacijo, kot to prikazuje listing 5.2.
1 version: ’2’
2
3 services:
4 postgres:
5 image: postgres :9.6
6 web:
7 restart: always
8 environment:
9 - DJANGO\_SECRET\_KEY=local
10 image: web
11 build: ./
12 command: >
13 bash -c "python wait\_for\_postgres.py \&\&
14 ./ manage.py migrate \&\&
15 ./ manage.py runserver 0.0.0.0:8000"
16 volumes:
17 - ./:/ code
18 ports:
19 - "8000:8000"
20 depends\_on:
21 - postgres
22 documentation:
23 restart: always
24 build: ./
25 command: "mkdocs serve"
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26 volumes:
27 - ./:/ code
28 ports:
29 - "8001:8001"
Listing 5.2: Datoteka docker-compose.yml.
5.1.3 Avtentikacija
Za dodajanje oglasov se mora uporabnik registrirati in prijaviti v aplikacijo.
Enako velja za brisanje oglasov ter dostopanja do nekaterih delov aplikacije.
Ker je aplikacija razdeljena na zaledni in cˇelni sistem, ki je SPA, sem za
avtentikacijo uporabil JWT.
V zaledni sistem sem dodal knjizˇnico djoser, ki je REST implementacija
Djangovega, avtentikacijskega sistema. Ta poenostavi in skrbi za kreiranje,
urejanje in brisanje uporabnikov, omogocˇa pa tudi razlicˇne nacˇine avtentika-
cije. V danem primeru sem uporabil JWT avtentikacijo.
Razsˇiritev sem namestil tako, da sem najprej v datoteko requirements.txt
dodal potrebne knjizˇnice in nato z ukazom docker-compose build zgradil
sliko.
Knjizˇnice, ki so potrebne za delovanje avtentikacije, so:
• djoser;
• djangorestframework simplejwt;
• social-auth-app-django.
Da pa sama knjizˇnica postane uporabna, je potrebno urediti Djangove
nastavitve ter dodati potrebne koncˇne tocˇke url naslova za avtentikacijo.
V djangovih nastavitvah sem med namesˇcˇene aplikacije dodal djoser,
kot prikazuje izsek datoteke z nastavitvami v listingu 5.3.
1 INSTALLED_APPS = (
2 #...
3 # REST implementation of Django authentication system.
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4 "djoser",
5 #...
6 )
Listing 5.3: Dodajanje djoser knjizˇnice.
Nato pa sem sˇe dodal koncˇne tocˇke url naslovov, kar je prikazano v li-
stingu 5.4.
1 urlpatterns = [
2 #...
3 path("auth/", include("djoser.urls")),
4 path("auth/", include("djoser.urls.jwt")),
5 #...
6 ]
Listing 5.4: Izsek kode za dodajanje koncˇnih tocˇk knjizˇnice djoser.
5.1.4 Dodajanje nove aplikacije
Sistem ima dve storitvi oziroma aplikaciji. Novo aplikacijo lahko kreiramo
rocˇno tako, da naredimo mape in potrebne datoteke sami ali pa z ukazom
python manage.py startapp ads, ki kreira novo aplikacijo znotraj Django
projekta.
Kreiral sem dve aplikaciji, in sicer info in ads. Po kreiranju je potrebno te
aplikacije dodati na seznam namesˇcˇenih aplikacij ter nato narediti migracije
in migrirati bazo.
5.1.5 Dodajanje modelov
Django nudi abstraktni sloj za strukturiranje in upravljanje podatkov spletne
aplikacije.
Model je edini, dokoncˇni vir informacij podatkov. Vsebuje bistvena polja
in obnasˇanje podatkov, ki jih shranjujemo. Na splosˇno se vsak model preslika
v eno samo tabelo zbirke podatkov. Spodaj so nasˇteti osnovni principi:
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• Vsak model je Python razred, ki je podrazred django.db.models.Model.
• Vsak atribut modela predstavlja polje v podatkovni zbirki.
• Z vsem tem Django omogocˇa samodejno ustvarjen API za dostop do
podatkovnih baz.
Koda, prikazana v listingu 5.5, prikazuje primer uporabe modela.
1 from django.db import models
2
3 class VehicleType(models.Model):
4 name = models.CharField(max_length =255)
Listing 5.5: Primer enostavnega modela.
Ta koda bi ustvarila tabelo v podatkovni bazi s SQL stavkom, prikazanem v
listingu 5.6.
1 CREATE TABLE ads_vehicletype (
2 "id" serial NOT NULL PRIMARY KEY ,
3 "name" varchar (255) NOT NULL ,
4 );
Listing 5.6: Primer SQL stavka, ki ga ustvari Django iz modela.
Polja
Najbolj pomemben del modelov in tudi edini obvezen del modela so polja.
Paziti je potrebno na konflikte modelov z API-ji, na primer clean, save
ali delete. Podprtih je veliko tipov polj. V primeru, da nam obstojecˇi ne
ustrezajo, pa si lahko definiramo svojega [8].
V listingu 5.7 je prikazan primer kode za ustvarjanje modela in uporabe
polj. Koda ustvari model proizvajalca, ki ima dve polji – to sta ime in vrsta
vozila.
1 from django.db import models
2 from model_utils.models import TimeStampedModel
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3 from .vehicle_type import VehicleType
4
5
6 class Manufacturer(TimeStampedModel):
7 """ Model definition for Manufacturer."""
8
9 name = models.CharField(max_length =512)
10 vehicle_type = models.ForeignKey(
11 VehicleType , on_delete=models.CASCADE
12 )
13
14 class Meta:
15 """ Meta definition for Manufacturer."""
16
17 verbose_name = "Manufacturer"
18 verbose_name_plural = "Manufacturers"
19 ordering = ("name" ,)
20
21 def __str__(self):
22 """ Unicode representation of Manufacturer."""
23 return "{} - {} : {}".format(
24 self.name , self.vehicle_type.name , self.pk
25 )
Listing 5.7: Koda za ustvarjanje modela proizvajalca.
5.1.6 Knjizˇnica Django REST framework
Zaledni sistem sluzˇi kot API za cˇelni sistem. Ker Django sam po sebi ne
podpira REST, moramo uporabiti ogrodje Django REST framework. To je
mocˇno in fleksibilno ogrodje za pomocˇ pri kreiranju spletnih APIjev [16].
5.1.7 Serializacija podatkov
Serializatorji omogocˇajo pretvorbo kompleksnih podatkov, kot so mnozˇice
objektov iz podatkovne baze (angl. queryset) in instance modelov, v izvirne
podatkovne tipe Pythona, ki jih je nato mogocˇe enostavno pretvoriti v JSON,
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XML ali druge vrste vsebine. Serializatorji zagotavljajo tudi deserializacijo,
ki omogocˇa, da se razcˇlenjeni podatki pretvorijo nazaj v kompleksne tipe po
potrditvi oziroma preverbi vhodnih podatkov [16].
Serializatorji delujejo zelo podobno kot razredi v Djangu, in sicer Form
in ModelForm razreda. Knjizˇnica DRF nudi tudi razred Serializer, ki
omogocˇa mocˇan, splosˇen nacˇin za nadzor izhoda odgovorov, kot tudi razred
ModelSerializer, ki zagotavlja uporabno blizˇnjico za ustvarjanje serializa-
torjev, ki se ukvarjajo s primerki modelov in mnozˇice objektov [16].
5.1.8 Dodajanje pogledov
Django ima koncept enkapsulacije pogledov in logike, odgovorne za obdelavo
uporabnikove zahteve in vrnitve odgovora [8].
Knjizˇnica Django REST omogocˇa kombiniranje logike za niz sorodnih po-
gledov v enem samem razredu, imenovanem ViewSet. V drugih knjizˇnicah so
konceptualno podobne izvedbe, imenovane Resources ali Controllers [16].
Razred ViewSet je preprosta vrsta pogleda v razredu, ki ne nudi nobenih
obdelovalcev metod, kot so .get() ali .post() in namesto tega nudi akcije,
kot so .list() in .create() [16].
Razred ModelViewSet deduje od GenericAPIView in vkljucˇuje implemen-
tacije za razlicˇne akcije. Te akcije so .list(), .retrieve(), .create(),
.update(), .partial update(), and .destroy() [16]. Listing 5.8 prikazuje
primer uporabe razreda ModelViewSeta.
1 from rest_framework import viewsets
2 from fload.helpers.pagination import
LargeResultsSetPagination
3
4 from .. filters import ManufacturerFilter
5 from .. models import Manufacturer
6 from .. serializers import ManufacturerSerializer
7
8
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9 class ManufacturerViewSet(viewsets.ModelViewSet):
10 queryset = Manufacturer.objects.all().order_by("name")
11 serializer_class = ManufacturerSerializer
12 filter_class = ManufacturerFilter
13 pagination_class = LargeResultsSetPagination
Listing 5.8: Koda za kreiranje pogleda z uporabo ModelViewSeta.
5.1.9 Usmerjanje prometa
Ker v moji aplikaciji uporabljam razrede ViewSet in ne razrede View, mi
dejansko ni potrebno nacˇrtovati URL-ja. Konvencije za povezovanje virov v
poglede in URL-je lahko naredimo samodejno z uporabo razreda usmerjeval-
nika. Vse, kar je potrebno storiti, je registrirati ustrezne nabore pogledov z
usmerjevalnikom [16]. Listing 5.9 prikazuje primer usmerjanja prometa. Ker
uporabljam ModelViewSet, opisan v 5.1.8, ki sam ustvari osnovne akcije, je
registriranje pogleda zelo enostavno. Usmerjavalniku samo podamo ime poti
za pogled, on pa sam poskrbi za vse ostalo.
1 from django.urls import include , path
2 from rest_framework.routers import DefaultRouter
3
4 from .views import (
5 CarViewSet , FuelViewSet , GearboxViewSet ,
6 )
7
8 """"API endpoints for Ads"""
9 app_name = "ads"
10
11 # Create a router and register our viewsets with it.
12 router = DefaultRouter ()
13
14 router.register(r"cars", CarViewSet)
15 router.register(r"fuels", FuelViewSet)
16 router.register(r"gearboxes", GearboxViewSet)
17
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18 # The API URLs are now determined automatically by the router
.
19 urlpatterns = [path("", include(router.urls))]
Listing 5.9: Izsek kode za navigacijo po zalednem sistemu.
5.1.10 Dodajanje filtrov za iskanje
Knjizˇnica django-filter implementira genericˇno aplikacijo, ki jo je mogocˇe
ponovno uporabiti. Olajˇsa pisanje ponavljajocˇih in obicˇajnih delov pogleda.
Uporabnikom omogocˇa, da filtrirajo mnozˇice objektov (queryset) na podlagi
polj modela in prikazˇe obrazec, ki jim to omogocˇi [3]. Knjizˇnico je potrebno
integrirati v projekt ter dodatno nastaviti integracijo z DRF.
Primer malo bolj naprednega filtra je prikazan v listingu 5.10. Filter
omogocˇa iskanje po skoraj vseh poljih modela, poleg tega pa so sˇe definirani
dodatni filtri, ki omogocˇijo iskanje znotraj dolocˇenega obmocˇja, na primer
cene vozila, v kodi pod imenom price.
1 class CarAdFilter(filters.FilterSet):
2 price = filters.RangeFilter ()
3 year_of_production = filters.RangeFilter ()
4 millage = filters.RangeFilter ()
5 power = filters.RangeFilter ()
6 kw = filters.RangeFilter ()
7 cubic_capacity = filters.RangeFilter ()
8 fuel_consumption_combined = filters.RangeFilter ()
9
10 class Meta:
11 model = CarAd
12 fields = (
13 "model",
14 "fuel",
15 "model__manufacturer",
16 "millage",
17 "power",
18 "kw",
19 "cubic_capacity",
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20 "gearbox",
21 "price",
22 "author",
23 "fuel_consumption_combined",
24 "year_of_production",
25 )
Listing 5.10: Koda za filtriranje avtomobilskih oglasov.
5.1.11 Avtorizacija s knjizˇnico rules
Knjizˇnica rules je majhna, a zmogljiva knjizˇnica, ki Djangu omogocˇa pre-
verjanje dostopa na objektni ravni, ne da bi bilo potrebno pravice shranjevati
v bazo. Samo jedro je genericˇno ogrodje za grajenje sistemov, ki temeljijo na
pravicah, podobnih odlocˇitvenim drevesom. Uporabljena je lahko tudi kot sa-
mostojna knjizˇnica v drugih kontekstih in ogrodjih [14]. Sama nima podpore
za DRF, zato je potrebno dodatno namestiti sˇe django-rest-framework-rules,
ki poskrbi za integracijo.
Predikati
Predikati lahko razpolagajo z danimi argumenti, vendar morajo vedno vr-
niti logicˇno vrednost glede na stanje, ki ga preverjajo. Knjizˇnica zˇe vsebuje
nekaj vnaprej definiranih predikatov, cˇe pa nam to ni dovolj, si lahko sami
ustvarimo svoje predikate. Vse, kar potrebujemo, je, da funkcijo dekoriramo
z rules.predicate in da funkcija vrne logicˇno vrednost [14]. V listingu 5.11
sem dodal predikat is author, ki preverja, cˇe je uporabnik avtor objekta.
Kombiniranje predikatov
Predikati so zelo uporabni, ker jih lahko med sabo kombiniramo z uporabo
binarnih operatorjev in tako ustvarimo bolj kompleksne predikate. Predikati
podpirajo naslednje operatorje: in, ali, ekskluzivni ali in negacija.
Tako lahko za vsak model v aplikaciji posebej dolocˇimo, kaksˇne pravice zˇelimo
imeti.
Diplomska naloga 37
Razlog za implementacijo avtorizacije
Avtorizacija je zelo pomembna, saj bi drugacˇe lahko uporabniki urejali in
brisali oglase drugih uporabnikov, cˇesar zagotovo ne zˇelimo.
Listing 5.11 prikazuje primer omejevanja pravic za model CarAd. Najprej
definiram predikate, nato pa za vsako akcijo, to je za pogled (ang. view),
dodajanje (ang. add), spreminjanje (ang. change) in brisanje (ang.
delete), sestavim logicˇni izraz, ki uporabniku dovoli akcijo, cˇe logicˇni izraz
vrne pozitiven (ang. true) rezultat, sicer jo zavrne. Na primer za spremi-
njanje oglasa mora biti uporabnik prijavljen in mora biti avtor oglasa, ali pa
mora biti administrator oziroma zaposlen kot urednik strani.
1 import rules
2
3 @rules.predicate
4 def is_author(user , content):
5 if not hasattr(content , "author"):
6 return False
7 return content.author == user
8
9
10 is_authenticated = rules.is_authenticated
11 is_staff = rules.is_staff
12 always_allow = rules.always_allow
13
14 rules.add_perm("ads.view_carad", always_allow)
15 rules.add_perm("ads.add_carad", is_authenticated)
16 rules.add_perm("ads.change_carad", is_authenticated &
is_author | is_staff)
17 rules.add_perm("ads.delete_carad", is_authenticated &
is_author | is_staff)
Listing 5.11: Izsek kode za omejevanje pravic.
38 Kristijan Sˇuler
5.1.12 Integracija scrappya
Priprava Namestil sem knjizˇnico scrapy, nato pa znotraj projektne mape
pognal scrapy startproject scraper. To je ustvarilo zacˇetno postavi-
tev. Da bo django vedel, kje so nastavitve za scrapy, je potrebno datoteko
scrapy.cfg, prestaviti v koren projektne mape.
Ukaz za upravljanje (ang. management) Odlocˇil sem se, da bom za
poganjanje ukazov napisal svoj django ukaz za upravljanje. Na ta nacˇin
bo scrapy lahko shranjeval podatke v bazo. Najprej je potrebno ustvariti
enostavnega pajka, kar je prikazano v listingu 5.12.
1 import scrapy
2 import datetime
3
4 class AvtoNetSpider(scrapy.Spider):
5
6 name = "avto_net"
7 allowed_domains = ["avto.net"]
8 start_urls = [("https ://www.avto.net/Ads/results.asp")]
9
10 def parse(self , response):
11 data = response.css("div.ResultsAd")
12 BASE_URL = "https ://www.avto.net/"
13 for line in data:
14 absolute_url = (
15 line.css("div.ResultsAdData")
16 .css("div.ResultsAdData")
17 .css("a.Adlink")
18 .attrib["href"]
19 )
20 absolute_url = absolute_url.split("&display")
21
22 if len(absolute_url) > 0:
23 absolute_url = absolute_url [0]. replace("../",
"").strip ()
24 else:
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25 continue
26
27 absolute_url = BASE_URL + absolute_url
28
29 yield scrapy.Request(absolute_url , callback=self.
parse_attr)
Listing 5.12: Izsek kode, ki kreira pajka.
Nato sem ustvaril razred Jobs, v katerem so funkcije, ki pridobijo nasta-
vitve ter zazˇenejo proces pridobivanja podatkov, kar je prikazano v listingu
5.13.
1 from scrapy.crawler import CrawlerProcess
2 from scrapy.utils.project import get_project_settings
3
4 from scraper.spiders import AvtoNetSpider , BolhaComSpider
5
6
7 class Jobs:
8 def avtonet(self):
9 process = CrawlerProcess(get_project_settings ())
10 process.crawl(AvtoNetSpider)
11 process.start()
12
13 def bolhacom(self):
14 process = CrawlerProcess(get_project_settings ())
15 process.crawl(BolhaComSpider)
16 process.start()
Listing 5.13: Izsek kode, ki prikazuje razred Jobs.
Na koncu pa sem napisal sˇe enostaven ukaz, ki je prikazan v listingu 5.14
in ki zazˇene postopek strganja.
1 from django.core.management.base import BaseCommand
2 from scraper.jobs import Jobs
3
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4 class Command(BaseCommand):
5 help = "Release the spiders"
6
7 def add_arguments(self , parser):
8 # Named (optional) arguments
9 parser.add_argument("--avto", action="store_true",
help="Crawl avto.net")
10
11 parser.add_argument("--bolha", action="store_true",
help="Crawl bolha.com")
12
13 def handle(self , *args , ** options):
14 job = Jobs()
15 if options["avto"]:
16 job.avtonet ()
17 if options["bolha"]:
18 job.bolhacom ()
Listing 5.14: Django ukaz za upravljanje oziroma poganjanje pajkov.
Sedaj lahko z ukazom python manage.py crawl zacˇnem pridobivati po-
datke.
5.1.13 Pobiranje podatkov
Izbirniki Scrapy pozna dva nacˇina izbiranja podatkov s strani, in sicer
XPath ter CSS izbirnik.
• XPath je jezik za izbiranje vozliˇscˇ v dokumentih XML, ki se jih lahko
uporablja tudi s HTMLjem.
• CSS je jezik za uporabo slogov v dokumentih HTML. Dolocˇa selektorje
za povezovanje teh slogov z dolocˇenimi elementi HTML [6].
Primer funkcije, ki iz odgovora s pomocˇjo CSS izbirnikov pridobi naslov
oglasa, ga ocˇisti in vrne, je prikazan v listingu 5.15.
1 def car_name(self , response):
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2 pre = response.css("div.OglasDataTitle h1::text").
extract_first ()
3 suff = response.css("div.OglasDataTitle h1 small::text").
extract_first ()
4
5 pre = pre.replace("\xa0", " ")
6 return to_str(pre) + to_str(suff)
Listing 5.15: Izsek kode, ki prikazuje pridobivanje podatkov s pomocˇjo
izbirnikov.
5.1.14 Shranjevanje podatkov
Potem, ko je pajek pridobil podatke o vozilu, gredo ti podatki v cevovodno
obdelavo. Tam gredo skozi vecˇ komponent, ki so izvrsˇene zaporedno. Vsak
cevovod dobi podatke in nato nad njimi izvrsˇi akcijo. Ta lahko tudi odlocˇi, cˇe
podatke vrzˇe iz cevovoda in prekine procesiranje podatkov. Tipicˇne uporabe
cevovodov so:
• cˇiˇscˇenje HTML podatkov;
• validiranje podatkov;
• preverjanje za duplikate in
• shranjevanje pridobljenih podatkov v bazo [6].
Sam sem za shranjevanje oglasov uporabil cevovod. Preverjanja za du-
plikate nisem implementiral, saj sem vsak oglas shranil pod enolicˇni identi-
fikator, tako da cˇe sem zopet zajel isti oglas, sem le-tega posodobil. Delcˇek
cevovoda za shranjevanje oglasov je prikazan v listingu 5.16.
1 class SaveAdsPipeline(object):
2 """ Creates car ad """
3
4 def process_item(self , item , spider):
42 Kristijan Sˇuler
5 vehicle_type , created = VehicleType.objects.
get_or_create(name="car")
6 manufacturer , created = Manufacturer.objects.
get_or_create(
7 name=item.get("manufacturer"), vehicle_type=
vehicle_type
8 )
9
10 model , created = Model.objects.get_or_create(
11 name=item.get("model"), manufacturer=manufacturer
12 )
13
14 gearbox , created = Gearbox.objects.get_or_create(
15 name=item.get("gearbox", {}).get("description"),
16 automatic=item.get("gearbox", {}).get("automatic"
, False),
17 number_of_gears=item.get("gearbox", {}).get("
no_of_gears"),
18 )
19 # ...
20 obj , created = CarAd.objects.update_or_create(
21 link=item.get("link"),
22 defaults ={
23 "name": item.get("name"),
24 "model": model ,
25 "gearbox": gearbox ,
26 # ...
27 },
28 )
29 return item
Listing 5.16: Izsek kode, ki prikazuje cevovod za shranjevanje podatkov v
bazo.
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5.1.15 Avtomatizacija pobiranja podatkov
Z ukazom, ki sem ga opisal v razdelku 5.1.12, lahko sedaj pridobim podatke
in jih shranim v bazo. Ker pa zˇelim imeti v bazi vedno svezˇe podatke, bi
bilo rocˇno zaganjanje ukaza naporno delo. Zato sem ukaz dodal kot opravilo
v cron, to je cˇasovno zasnovan urnik opravil, ki tecˇe na Unixu ali njemu
podobnih sistemih. Tako lahko nacˇrtujem in sestavim urnik za poganjanje
ukaza.
Na strezˇniku je potrebno pognati ukaz, prikazan v listingu 5.17. S tem se
opravilo oziroma ukaz pozˇene 30 minut cˇez vsako polno uro.
1 30 * * * * python /code/manage.py crawl --avto --bolha
Listing 5.17: Primer dodanjanje ukaza v urnik sluzˇb.
5.2 Cˇelni del – uporabniˇski vmesnik
V tem podpoglavju je opisana implementacija cˇelnega dela razvite aplikacije.
5.2.1 Priprava razvojnega okolja
Cˇelni del aplikacije je napisan v Vue.js ogrodju in uporablja, naslednje
knjizˇnice:
• vuetify – komponentno ogrodje;
• vuex – drevesna struktura stanja;
• vuex-persistedstate – shranjevanje stanja v LocalStorage;
• vee-validate – validacija obrazcev;
• axios – knjizˇnica za Ajax zahtevke;
• vue-toasted – knjizˇnica za prikazovanje obvestil;
• vue-router – usmerjanje na strani;
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• vue-lodash – zbirka uporabnih funkcij.
Za kreiranje projekta sem uporabil ogrodje vue-cli, ki omogocˇa kreiranje
in upravljanje projektov ter posodabljanje in namesˇcˇanje njihovih odvisnosti.
Pri kreiranju projekta sem izbral, katere knjizˇnice zˇelim imeti namesˇcˇene, to
ogrodje pa jih namesti ter pripravi za uporabo. Na voljo so samo knjizˇnice,
ki jih podpira vue-cli. Vse ostale je potrebno namestiti rocˇno. Kreiranje
projekta je prikazano v listingu 5.18.
1 $ vue create fload -gui
2
3 Vue CLI v3.6.3
4 ? Please pick a preset:
5 fload -gui (vue -router , vuex , babel , pwa , eslint , unit -
jest)
Listing 5.18: Kreiranje projekta z vue-cli.
Vuetify
Nato sem dodal vuetify. To je semanticˇno komponentno ogrodje za Vue.js
[15]. Omogocˇi nam hitrejˇse pisanje aplikacij, saj se ni treba obremenjevati
toliko z videzom in animacijami, ker lahko uporabimo preddefinirane kom-
ponente, kot so na primer tabele in kartice. Knjizˇnico sem ustrezno nastavil
in uporabil ikone z materialnim dizajnom.
Axios
Ker bo spletna stran komunicirala z zalednim sistemom, sem za klice uporabil
knjizˇnico axios. Ta poskrbi za lazˇje posˇiljanje zahtevkov.
Poleg tega pa sem, da ne izgubim stanja ob osvezˇevanju strani, uporabil
knjizˇnico vuex-persistedstate . Vecˇ o tem v razdelku 5.2.2.
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5.2.2 Vuex
Vuex je vzorec za upravljanje stanj in knjizˇnica za aplikacije, napisane v
ogrodju Vue.js. Sluzˇi kot centralizirana shramba za vse komponente v apli-
kaciji, s pravili, ki zagotavljajo, da je stanje mogocˇe spremeniti na predvidljiv
nacˇin [24].
Vzorec za upravljanje stanj v ogrodju Vue.js
Listing 5.19 prikazuje Vue aplikacije za sˇtetje. To je samostojna aplikacija,
sestavljena iz vecˇ delov.
• Stanje (state) je vir resnice, ki ga uporablja aplikacija.
• Pogled (view) omogocˇa deklarativno preslikavanje stanja.
• Akcije oziroma dejanja (actions) so mozˇni nacˇini spreminjanja
stanja, ki se zgodijo ob interakciji uporabnika iz pogleda [24].
1 new Vue({
2 // state
3 data () {
4 return {
5 count: 0
6 }
7 },
8 // view
9 template: ‘
10 <div >{{ count }}</div >
11 ‘,
12 // actions
13 methods: {
14 increment () {
15 this.count ++
16 }
17 }
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18 })
Listing 5.19: Primer aplikacije za sˇtetje.
Slika 5.2 prikazuje enostavno predstavitev koncepta enosmernega toka
podatkov [24]. To je privzeti nacˇin upravljanja stanja v Vue.js aplikaciji, ki
kmalu postane kompleksen ali pa se porusˇi, ko si vecˇ komponent deli skupno
stanje. Primeri, v katerih postane to kompleksno:
• vecˇ pogledov se zanasˇa na isti del stanja;
• akcije iz razlicˇnih pogledov morajo spreminjati isti del stanja.
Slika 5.2: Enosmerni tok podatkov [24].
Za prvi problem je resˇitev posredovanje lastnosti globoko gnezdenim kom-
ponentam, kar pa je zamudno in ne deluje za sestrske komponente. Pri dru-
gem problemu pa poseganje za direktne starsˇevske komponente ali poskusˇanje
posodobiti stanja skozi dogodke, vodi v kodo, ki jo zelo tezˇko vzdrzˇujemo [24].
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Resˇitev problemov z uporabo Vuexa
V izogib tem problemov lahko uporabimo Vuex. To je podobna knjizˇnica
kot Flux, Redux ali arhitektura Elm. Ideja je, da deljeno stanje izlocˇimo
iz komponent in ga upravljamo v globalnem singeltonu. Tako komponentno
drevo postane velik "pogled" in katera koli komponenta lahko dostopa do
podatkov in na njih klicˇe akcije. Tako so pogledi neodvisni od stanja. Slika
5.3 prikazuje predstavitev koncepta upravljanja deljenega stanja [24].
Slika 5.3: Koncept upravljanja deljenega stanja [24].
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5.2.3 Glavni koncepti upravljanja stanja z vuex knjizˇnico
Stanje
Vuex uporablja eno drevo stanja, ki je edini objekt, ki vsebuje celotno
stanje vseh aplikativnih ravni in sluzˇi kot vir resnice. To pomeni, da imamo
samo eno shrambo za celotno aplikacijo. V primeru, da bi datoteko s stanji
prevecˇ zapolnili in s tem izgubili preglednost ali pa da potrebujemo modu-
larnost, lahko razdelimo stanje v module.
Getterji
So kot izracˇunane lastnosti stanja. Torej lahko filtriramo ali izvajamo po-
ljubne operacije in nato to izpostavimo kot getter.
Mutacije
So edini nacˇin za spreminjanje stanja v vuex stanju. Podobne so dogodkom,
vsaka mutacija pa ima tekstovni tip in funkcijo, ki izvede spremembo stanja.
Akcije
Akcije so podobne mutacijam, razlikujejo se po tem, da namesto spreminjanja
stanja prozˇijo mutacije in lahko vsebujejo asinhrone operacije.
Moduli
Zaradi uporabe samo enega drevesa stanja je celotno stanje aplikacije v enem
velikem objektu, kar v velikih aplikacijah postane prevecˇ nakopicˇeno in tezˇko
za vzdrzˇevanje. To lahko izboljˇsamo z deljenjem stanja v module. Vsak
modul lahko vsebuje svoje stanje, mutacije, akcije, getterje in celo gnezdene
module.
Vse to se na koncu sˇe vedno shrani v isto drevo stanja, le da imamo
lepsˇo strukturo. Module pa lahko naredimo bolj uporabne z uporabo imen-
skega prostora, vse akcije, mutacije itd. so lahko registrirane pod imenom
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imenskega prostora [24].
Ohranjanje stanja
Vuex izgubi stanje ob osvezˇevanju spletne strani, zato, cˇe zˇelimo ohraniti
stanje, ga moramo shraniti v lokalno shrambo (localStorage). To moramo
storiti za vsako stanje posebej ter nato po osvezˇevanju strani prebrati stanje
in ga ponovno uvoziti v vuex. Zato, da tega ne bi bilo treba pocˇeti, sem
uporabil vticˇnik za vuex, in sicer vuex-persistedstate [21], ki to stori
zame. Uporabi se ga, kot prikazuje koda v listingu 5.20.
1 import createPersistedState from ’vuex -persistedstate ’
2
3 const store = new Vuex.Store ({
4 // ...
5 plugins: [createPersistedState ()],
6 })
Listing 5.20: Dodajanje dodatkov v vuex knjizˇnico.
5.2.4 Avtentikacija
Za avtentikacijio sem uporabil JWT. Logiko avtentikacije aplikacije sem im-
plementiral kot modul v vuexu. V stanje si shranim zˇeton za dostop ter zˇeton
za osvezˇitev dostopnega zˇetona in podatke o uporabniku. Struktura stanja
je prikazana v listing 5.21
1 const state = {
2 access: null ,
3 refresh: null ,
4 expirationTime: null ,
5 username: null ,
6 user: null ,
7 email: null
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8 };
Listing 5.21: Struktura stanja vuex avtentikacijskega modula, ki hrani
podatke za prijavo in osnovne informacije o uporabniku.
Mutacije spreminjajo stanje. V tem primeru posodabljajo ali briˇsejo po-
datke o uporabniku ter zˇetonu. Mutacije so prikazane v kodi 5.22.
1 const mutations = {
2 setAuthData(state , accessData) {
3 state.access = accessData.access;
4 state.refresh = accessData.refresh;
5 },
6 setAccess(state , access) {
7 state.access = access;
8 },
9 clearAuthData(state) {
10 state.access = null;
11 state.refresh = null;
12 state.username = null;
13 state.email = null;
14 },
15 setUser(state , user) {
16 state.user = user;
17 },
18 clearUser(state) {
19 state.user = null;
20 }
21 };
Listing 5.22: Izsek kode mutacij avtenikacijskega modula, ki skrbi za
spreminjanje stanja.
V akcijah izvajam klice na zaledni sistem ter skrbim, da je uporabnik
prijavljen. Pri prijavi tudi pridobim podatke o uporabniku. V akcijah skr-
bim tudi za registracijo novih uporabnikov. Listing 5.23 prikazuje del akcij.
Akcija login prejme kot prvi parameter objekt konteksta, ki vsebuje vse
metode in lastnosti instance shrambe. Ker ne potrebujem vseh metod, jih
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destrukturiram na tiste, ki jih bom uporabljal znotraj akcije. Drugi parame-
ter so podatki, ki jih posˇljem akciji, v tem primeru poverilnice uporabnika.
Nato posˇljem podatke na zaledni sistem in po uspesˇnem odgovoru klicˇem
akciji updateUser, ki posodobi stanje, in setRefreshTimer, ki poskrbi, da
se bo JWT zˇeton posodobil po dolocˇenem obdobju. Ker se zˇeton posoda-
blja, pomeni, da prijava lahko traja neskoncˇno cˇasa, kar je lahko problem, cˇe
se uporabnik pozabi odjaviti, zato se klicˇe tudi akcija setLogoutTimer, ki
uporabnika odjavi, cˇe prijava traja dlje kot en dan.
1 const actions = {
2 setLogoutTimer ({ commit }, expirationTime) {
3 setTimeout (() => {
4 commit("clearAuthData");
5 }, expirationTime * 1000);
6 },
7 createUser ({}, userData) {
8 axios
9 .post("auth/users/create", userData)
10 .then (() => {
11 router.push("login");
12 Vue.toasted.success(
13 "Registracija je bila uspesna. Sedaj se lahko
prijavite"
14 );
15 })
16 .catch(error => {
17 return Promise.reject(error);
18 });
19 },
20 login({ commit , dispatch }, authData) {
21 axios
22 .post("auth/jwt/create", authData)
23 .then(res => {
24 commit("setAuthData", res.data);
25 dispatch("setRefreshTimer", {
26 refreshToken: res.data.refresh ,
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27 expirationTime: 180
28 });
29 dispatch("setLogoutTimer", 86400);
30 dispatch("updateUser");
31 router.replace("home");
32 })
33 .catch(error => {
34 return Promise.reject(error);
35 });
36 },
37 logout ({ commit }) {
38 commit("clearAuthData");
39 commit("clearUser");
40 router.replace("authentication/login");
41 },
Listing 5.23: Izsek kode akcij avtentikacijskega modula, ki skrbi za prijavo
in registracijo uporavnikov.
Akcije pa nato le sˇe uporabim na vue komponenti, kjer uporabnik vnese
podatke, kot prikazuje listing 5.24. Videz prijavne strani je prikazan na sliki
5.4, videz strani za registracijo pa na 5.5.
1 <template >
2 <v-card class="elevation -12">
3 <v-card -text >
4 <v-form >
5 <v-text -field
6 prepend -icon="mdi -account"
7 v-model="formData.username"
8 name="login"
9 label="Uporabnisko ime"
10 type="text"
11 ></v-text -field >
12 <v-text -field
13 prepend -icon="mdi -lock"
14 v-model="formData.password"
15 name="password"
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16 label="Geslo"
17 id="password"
18 type="password"
19 ></v-text -field >
20 </v-form >
21 </v-card -text >
22 <v-card -actions >
23 <v-spacer ></v-spacer >
24 <v-btn color="primary" @click="login(formData)">
25 Prijava
26 </v-btn >
27 </v-card -actions >
28 </v-card >
29 </template >
30 <script >
31 import { mapActions } from "vuex";
32
33 export default {
34 data: () => ({
35 formData: {
36 username: "",
37 password: ""
38 }
39 }),
40 methods: {
41 ... mapActions("auth", ["login", "logout"])
42 }
43 };
44 </script >
Listing 5.24: Komponenta za prijavo uporabnika.
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Slika 5.4: Prijavna stran.
Slika 5.5: Registracijska stran.
5.2.5 Omejevanje dostopa
Prijavljeni uporabniki imajo na voljo vecˇ funkcionalnosti, kot so objava, ure-
janje in brisanje oglasov. Da neprijavljeni uporabniki ne bi imeli dostopa
Diplomska naloga 55
do teh komponent, sem uporabil varovanje poti po predlogu knjizˇnice vue
router [22]. Varovanje pogledov prikazuje listing 5.25. Pred vsako preu-
smeritvijo znotraj aplikacije preverim, ali je uporabnik prijavljen, glede na
rezultat preusmeritev dovolim ali pa zavrnem ter v primeru, da ni prijavljen,
preusmerim na stran s prijavo in registracijo.
1 router.beforeEach ((to , from , next) => {
2 if (to.matched.some(record => record.meta.requiresAuth)) {
3 if (! store.getters["auth/isAuthenticated"]) {
4 next({
5 name: "login",
6 query: { redirect: to.fullPath }
7 });
8 } else {
9 next();
10 }
11 } else if (to.matched.some(record => record.meta.
requiresNotAuth)) {
12 if (store.getters["auth/isAuthenticated"]) {
13 next({
14 name: "home",
15 query: { redirect: to.fullPath }
16 });
17 } else {
18 next();
19 }
20 } else {
21 next();
22 }
23 });
Listing 5.25: Izsek kode za varovanje poti.
Primer definiranja poti je prikazan v listingu 5.26. V njem je prva pot
nezasˇcˇitena, drugi dve pa zahtevata, da je uporabnik prijavljen.
1 const router = new Router ({
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2 mode: "history",
3 base: process.env.BASE_URL ,
4 routes: [
5 {
6 path: "/",
7 name: "home",
8 component: Home
9 },
10 {
11 path: "/ads/create",
12 name: "createAd",
13 props: true ,
14 component: CrateAd ,
15 meta: { requiresAuth: true }
16 },
17 {
18 path: "/settings",
19 name: "settings",
20 component: Settings ,
21 meta: { requiresAuth: true }
22 },
23 ]})
Listing 5.26: Izsek kode, kjer varujem dostop do poti.
5.2.6 Iskanje ter prikazovanje rezultatov
Uporabniˇski vmesnik mora biti jasen, intuitiven in nedvoumen. Tekom ra-
zvoja uporabniˇskega vmesnika sem poskusˇal cˇim bolje prikazati podatke.
Iskanje oglasov
Ustvaril sem komponento za iskanje oglasov, prikazano na sliki 5.6. To isto
komponento pa sem nato ponovno uporabil tudi pri filtriranju oglasov. Is-
kanje je mozˇno po osnovnih podatkih in dodatnih kriterijih, ki dopusˇcˇajo
uporabniku, da si sam izbere, kako natancˇno zˇeli iskati. S pritiskom na gumb
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ISˇCˇI se mu odpre nova stran s seznamom relevantnih oglasov, kar lahko vi-
dimo na sliki 5.7. Vsak oglas v seznamu ima prikazane osnovne podatke, cˇe
pa uporabnik zˇeli izvedeti vecˇ o oglasu, pa izbere gumb PODROBNOSTI, kar mu
zopet odpre novo stran s podatki o tem vozilu. Na vrhu strani so prikazane
slike, spodaj pa podatki ter opis, kar je razvidno na sliki 5.8.
Slika 5.6: Stran za iskanje oglasov.
Slika 5.7: Stran z oglasi.
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Slika 5.8: Stran, ki prikazuje oglas.
Filtriranje oglasov
Da se uporabnikom ne bi bilo treba vracˇati nazaj na glavno stran za iska-
nje, sem dodal opcijo za filtriranje oglasov tudi na strani z rezultati, kar je
prikazano na sliki 5.9. Parametre, ki so jih izbrali na glavni strani, imajo zˇe
izpolnjene, saj se hranijo v Vuex shrambi. Vsaka sprememba v filtru posˇlje
zahtevek za nove rezultate.
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Slika 5.9: Filtriranje oglasov tudi na strani z rezultati.
5.2.7 Dodajanje oglasov
Dodajanje mora biti cˇim bolj enostavno in uporabniku prijazno. Ustvaril sem
stran za dodajanje oglasov, ki je sestavljena iz vecˇ korakov in je prikazana
na slikah 5.10 in 5.11. Uporabnik v prvem koraku vnese osnovne podatke o
vozilu. Podatki, ki jih ima na voljo za izbiro, so iz aplikacije info, saj v njej
hranim vse podatke o vozilih. Cˇe uporabnik vnese dovolj osnovnih podatkov,
se mu v naslednjih korakih obrazca nekatera polja izpolnijo sama. Tako mu
prihranim nekaj cˇasa. V naslednjih korakih uporabnik izpolni sˇe podatke o
dodatni opremi ter videzu vozila. V zadnjem koraku pa doda sˇe ceno, opis
in slike.
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Slika 5.10: Stran z obrazcem za dodajanje oglasov, obrazec je v prvem koraku
izpolnjevanja osnovnih podatkov.
Slika 5.11: Stran z obrazcem za dodajanje oglasov, obrazec je v drugem
koraku izpolnjevanja tehnicˇnih podatkov.
Po tem, ko uporabnik doda oglas, se mu ta oglas prikazˇe na strani Moji
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oglasi, kar je prikazano na sliki 5.12. Uporabniku so na tem mestu na voljo
mozˇnosti za pogled, urejanje in brisanje oglasa.
Slika 5.12: Stran z uporabnikovimi oglasi.
5.2.8 Podpora za mobilne naprave
Celoten uporabniˇski vmesnik je narejen z mislijo na uporabnike mobilnih
naprav. Primera odprte strani na mobilni napravi Google Pixel 2 sta pri-
kazana na slikah 5.13 in 5.14. Na slednji je tudi vkljucˇena temna tema, ki
jo je mogocˇe vklopiti v nastavitvah spletne strani. Uporabniˇska izkusˇnja je
tako na mobilni napravi dobra. Funkcionalnosti spletne strani pa so enake
kot na racˇunalniku oziroma napravi z velikim zaslonom.
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Slika 5.13: Stran z oglasi na mobilni napravi.
Slika 5.14: Stran z oglasi in odprtim stranskim menijem za filtriranje oglasov
ter vkljucˇeno temno temo.
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5.3 Testiranje
Testiranje je bistvenega pomena za zagotavljanje kakovosti aplikacije. Tako
lahko kadar koli spremenimo funkcionalnost in s testi preverimo, ali smo po-
kvarili delovanje aplikacije. Ker sem za avtentikacijo uporabil knjizˇnico, so
bili testi za ta kljucˇen del aplikacije zˇe dobro napisani in tako mi jih ni bilo
potrebno pisati. Napisal sem test za objavo oglasa na strani, tako da testi-
ram osnovno delovanje in prikazˇem postopek testiranja. Za aplikacijo ads
sem ustvaril datoteko factories, v kateri resˇujem problematiko kreiranja
modelov. Ker je kreiranje podatkov, ki so shranjeni v njih, zamudno in je
tezˇko pokriti vse mozˇne primere, jih ob vsakem zagonu testov znova ustva-
rim, kar je prikazano v listingu 5.27. Za ustvarjanje podatkov sem uporabil
knjizˇnico Faker. Za kreiranje modelov uporabljam tovarniˇski modelni vzo-
rec (ang. Factory model pattern), kar zelo poenostavi teste, nato pa imam
napisan sˇe test za objavo oglasov, ki preveri, cˇe se shrani avtor objave ter
ali vsebuje model vozila, kar je razvidno v listingu 5.28. Cˇelnega sistema
oziroma uporabniˇskega vmesnika nisem testiral.
1 from faker import Factory
2 from fload.users.models import User
3 from ads.models import (
4 CarAd , Manufacturer , # ...
5 )
6
7 faker = Factory.create ()
8
9 class ModelFactory(factory.DjangoModelFactory):
10 class Meta:
11 model = Model
12
13 name = factory.LazyAttribute(lambda _: faker.word())
14 manufacturer = factory.SubFactory(ManufacturerFactory)
15
16 colors = list(map(lambda x: x[0], CarAd.COLOR_CHOICES))
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17 class CarAdFactory(factory.DjangoModelFactory):
18 class Meta:
19 model = CarAd
20
21 name = factory.LazyAttribute(lambda _: faker.word())
22 description = factory.LazyAttribute(
23 lambda _: faker.text()
24 )
25 model = factory.SubFactory(ModelFactory)
26 condition = factory.SubFactory(ConditionFactory)
27 year_of_production = factory.LazyAttribute(
28 lambda _: int(faker.year())
29 )
30 author = factory.SubFactory(UserFactory)
31 metallic = factory.LazyAttribute(lambda _: faker.pybool ()
)
32 esp = factory.LazyAttribute(lambda _: faker.pybool ())
33 color = factory.LazyAttribute(
34 lambda _: faker.word(ext_word_list=colors)
35 )
36 # ...
Listing 5.27: Izsek kode, ki prikazuje generiranje modelov z nakljucˇnimi
podatki.
1 from django.urls import reverse
2 from rest_framework.test import APITestCase
3 from ads.seed.factories import UserFactory , CarAdFactory ,
ModelFactory
4
5
6 class CarViewSetTests(APITestCase):
7 def setUp(self):
8
9 self.user = UserFactory ()
10 self.url = reverse("ads:cars -list")
11
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12 def test_create_ads(self):
13 models = ModelFactory.create_batch (5)
14
15 for model in models:
16 CarAdFactory(model=model , author=self.user)
17
18 response = self.client.get(self.url)
19
20 self.assertEqual (200, response.status_code)
21 for model in models:
22 self.assertContains(response , model.name)
23 self.assertContains(response , self.user.id)
Listing 5.28: Izsek kode, ki prikazuje generiranje modelov z nakljucˇnimi
podatki.
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Poglavje 6
Uvedba
V tem poglavju pa je opisan eden izmed zadnjih korakov slapovnega modela,
to je postavitev aplikacije.
6.1 Postavitev aplikacije v produkcijo
Aplikacije nisem postavil v produkcijsko okolje, ker nimam namena objaviti
to verzijo aplikacije. Tekom razvoja sem jo poganjal le lokalno. Postavil pa
bi jo lahko zelo enostavno in hitro, saj aplikacija tecˇe v Dockerju in imam
locˇene nastavitve za razvoj in postavitev. Torej bi se aplikacija lahko izvajala
v Dockerju na mojem strezˇniku, lahko pa bi jo postavil na Heroku. Heroku je
oblacˇna platforma kot storitev, torej nudi gostovanje za aplikacije, napisane
v jezikih, ki jih kot platforma podpira. Cˇe bi aplikacijo objavil na Heroku, ta
ne bi tekla v Dokerju. Torej ni treba, da nasˇa aplikacija tecˇe v njem, je pa
sˇe vedno zelo prirocˇno in uporabno za sam razvoj aplikacije. Primer ukaza
za objavo na Heroku je prikazan v listingu 6.1. Pred samo postavitvijo pa bi
moral dobiti dovoljenje za objavo podatkov.
1 heroku create fload -prod --remote prod && \
2 heroku addons:create newrelic:wayne --app fload -prod && \
3 heroku addons:create heroku -postgresql:hobby -dev --app fload -
prod && \
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4 heroku config:set DJANGO_SECRET_KEY=‘openssl rand -base64 32‘
\
5 DJANGO_AWS_ACCESS_KEY_ID="<ID >" \
6 DJANGO_AWS_SECRET_ACCESS_KEY="<KLJUC >" \
7 DJANGO_AWS_STORAGE_BUCKET_NAME="fload -prod" \
8 DJANGO_CONFIGURATION="Production" \
9 DJANGO_SETTINGS_MODULE="fload.config" \
10 --app fload -prod
Listing 6.1: Primer ukaza za objavo aplikacije na sistemu Heroku.
Poglavje 7
Sklepne ugotovitve in nadaljni
razvoj
V tem poglavju opisujem svoje ugotovitve, do katerih sem priˇsel tekom pisa-
nja diplomskega dela. Opisal pa sem tudi ideje za nadaljnji razvoj.
7.1 Sklepne ugotovitve
Pri agregiranju oglasov je potrebno vlozˇiti kar nekaj cˇasa v cˇiˇscˇenje in sani-
ranje podatkov, saj so obicˇajno v cˇloveku prijazni obliki, kar pa ni enako za
spletnega agenta, ki pridobiva podatke. Pridobivanje podatkov na straneh,
ki ne podpirajo REST API vmesnika, je kompleksno. Potrebno je dobro pre-
veriti podatke ter poskrbeti za vse robne primere. Pomembno je, da vsako
izjemo zabelezˇimo in poskrbimo, da v naslednjem zajemu podatkov ne pride
do iste izjeme. Pri pisanju CSS izbirnikov je treba cˇim bolj enostavno opi-
sati, kaj zˇelimo, saj se spletne strani skozi cˇas spreminjajo. Tekom pisanja
diplome so se strani rahlo spremenile in je bilo potrebno popraviti izbirnike.
Razvoj spletnih aplikacij postaja vse bolj kompleksen in je potrebno do-
bro obvladati ter poznati nove tehnologije. Ogrodja za uporabniˇske vmesnike
se razvijajo zelo hitro, kar je za slapovni model slabo. V tem primeru sem
poznal vse specifikacije ter kaj zˇelim dosecˇi, zato sem aplikacijo lahko dodo-
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bra nacˇrtoval ter tako skrajˇsal cˇas razvoja. Za razvoj spletne aplikacije za
koncˇnega narocˇnika bi verjetno izbral agilni pristop.
Za razvoj sem uporabil samo odprt-kodne knjizˇnice in ogrodja. Razvoj je
potekal kar hitro, veliko cˇasa sem porabil za nacˇrtovanje baze ter integracijo
knjizˇnice Scrapy.
7.2 Nadaljnji razvoj
Spletno stran, ki sem jo razvil tekom diplomskega dela, bi lahko postavil v
produkcijsko okolje. Na zalednem sistemu bi lahko sˇe dodal nekaj izboljˇsav:
• optimizacija vracˇanja zahtevkov z uporabo predpomnjenja sorodnih
podatkov;
• dodajanje vecˇ spletnih strani z oglasi;
• napisati vecˇ testov za zaledni sistem;
• postaviti podporni sistem za lovljenje in boljˇsi prikaz napak npr. Sentry;
• dodati vecˇ polj za dodatno opremo, oziroma entiteto, v kateri bi hranil
imena in vrednosti ter tako zmanjˇsal sˇtevilo migracij.
Uporabniˇski vmesnik
Uporabniˇski vmesnik je trenutno na voljo le kot spletna stran. Ker sem
aplikacijo razvijal z uporabo Vue.js ogrodja, bi lahko uporabil sˇe ogrodje
Electron, katerega namen je, da je za splet napisane aplikacije mogocˇe na-
mestiti na razlicˇne platforme, npr. iOS, Android ali Windows.
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