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Abstrakt 
Tato práce se věnuje hraní dámy pomocí manipulátoru Lynxmotion AL5D ovládaného 
pomocí mikrokontroleru ARM Cortex M3. K tomu se využívají algoritmy rozpoznání 
obrazu, umělé inteligence a algoritmy řízení šestiosého manipulátoru v reálném čase. 
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Abstract 
This thesis describes playing draughts game by 6 axis manipulator Lynxmotion AL5D 
controlled by ARM Cortex M3 MCU. It involves algorithms for image recognition, 
artificial intelligence and algorithms for controlling 6 axis manipulator in real-time. 
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1 ÚVOD 
Práce se zabývá hraním dámy pomocí šestiosého robotického manipulátoru Lynxmotion 
AL5D.  
 
 
Obr. 1 Manipulátor Lynxmotion AL5D 
 
K manipulátoru výrobce dodává už hotový software jak pro původní řídící desku robota, 
tak i software pro PC. Nevýhodou původní řídící desky byla nemožnost jakékoli 
rozšiřitelnosti, proto byla již dříve na VUT vyrobena nová deska s mikrokontrolerem 
NXP LPC1756 na bázi architektury ARM Cortex M3, ke které momentálně není 
dostupná žádná náhrada původního firmware ani software. Vývoj firmware i software 
proto musel začít úplně od nuly. 
 
 
Obr. 2 Deska již dříve vyvinutá na VUT 
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Za účelem hraní dámy je nutné k řídící desce manipulátoru připojit kameru OV7670. 
Nová a ani původní deska není vybavena konektorem pro pro přímé připojení kamery 
OV7670. Původní deska neměla vůbec žádné rozšiřující konektory, nová deska už je 
vybavena třemi sériovými porty a paralelním portem, který by mělo být možno 
přepnout na funkci ethernetového rozhraní. 
 
Mezi cíle této semestrální práce tedy patří: 
• fyzicky připojit kameru OV7670 k řídící desce pomocí signálů dostupných na 
rozšiřujících konektorech 
• navrhnout algoritmy na  rozpoznání obrazu, především rozpoznání aktuální 
pozice figur na šachovnici 
• navrhnout umělou inteligenci, konkrétně výběr nejvhodnějšího tahu a naplánovat 
vhodnou sekvenci pohybů 
• navrhnout algoritmy pro plánování pohybu a řízení manipulátoru a realizovat je 
pomocí mikrokontroleru na bázi architektury ARM Cortex M3. 
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1.1 ARM Cortex 
1.1.1 Historie architektury ARM Cortex 
Podle literatury [1] architektura ARM Cortex začala vznikat už v roce 2003. V té době 
téměř každý výrobce mikrokontrolerů měl svou MCU platformu s vlastní architekturou 
včetně vlastní instrukční sady a většinou i svého vlastního vývojového prostředí. Ve 
výsledku pak změna dodavatele MCU znamenala i velké změny ve firmware a často i 
změnu používaného vývojového prostředí. Proto společnost ARM Holdings přišla se 
svou vlastní novou platformou ARM Cortex ve snaze zavést nový standard.  
        Samotná ARM architektura už existuje od roku 1983, ale před rokem 2003 byly 
tyto procesory určeny pro jiný trh - na bázi ARM architektury se vyráběly pouze 
procesory, tzn. pouze CPU s vyvedenou systémovou sběrnicí a veškeré paměti a 
periferie musely být připojeny k CPU přes tuto systémovou sběrnici, proto ve srovnání 
s jakoukoli MCU platformou bylo embedded zařízení s ARM procesorem obvodově 
složité a tím pádem i dražší. 
        V 80. letech, kdy tato architektura začínala, se od většiny ostatních lišila tím, že 
používala RISC architekturu, zatímco většina procesorů byla založena na CISC 
architektuře. Typická CISC architektura je zaměřena na úsporu paměti programu a 
pohodlí programátora. Každá instrukce má různou délku v bajtech – přečtením prvního 
bajtu se určí typ operace a podle typu operace se určí, kolik následujících bajtů bude 
použito jako parametry instrukce. Jeden bajt sice může nabývat 256 hodnot, ale to 
neznamená,  že je možné podporovat max. 256 instrukcí- některé hodnoty se používají 
jako prefixy, které mění význam následujícího operačního kódu instrukce, proto 
v minulosti např. 8 bitový procesor Zilog Z80 podporoval více než 700 instrukcí. CISC 
architektura tedy sice šetří paměť programu, ale proces dekódování instrukcí je o to víc 
složitější, což způsobuje i složitější strukturu procesoru s více tranzistory. 
        RISC architektura naopak pamětí programu nešetří, obvykle mají všechny 
instrukce stejnou délku v bitech, např. 16 nebo 32 bitů. Instrukční sada je přizpůsobena 
tak, aby provádění instrukcí bylo co nejrychlejší a zároveň obvodové zapojení 
procesoru bylo co nejjednodušší. Procesory na bázi RISC architektury nabízí méně 
instrukcí, ale jejich provádění je rychlejší. Proto některé operace, které u CISC šlo 
provést jednou instrukcí musí být nahrazeny více RISC instrukcemi. Díky jednodušší 
struktuře procesoru je třeba méně tranzistorů a klesá i spotřeba. 
        Procesory ARM si postupně našly svoje místo především tam, kde byl vyžadován 
vysoký výkon, nižší spotřeba a zároveň nebyla třeba kompatibilita s procesory Intel 
x86, ale teprve až až architektura ARM Cortex s sebou přinesla integraci ladícího JTAG 
rozhraní, ROM, RAM, čítačů, časovačů, DMA a další periferií, které se běžně vyskytují 
v MCU. Díky architektuře ARM Cortex se architektura ARM začala více uplatňovat i 
v embedded zařízeních. 
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        První prototypy ARM Cortex vyrobila v roce 2006 firma Luminary Micro 
(společnost ARM Holdings se fyzickou výrobou nezabývá), v současné době se vyrábí 
mikrokontrolery ARM Cortex řada různých výrobců ve třech hlavních řadách.  
 
ARM Cortex 
  Řada A Řada R Řada M 
Typ produktu CPU MCU MCU 
Hlavní rys Orientace na vysoký 
výkon 
Orientace na vysoký výkon 
embedded zařízení 
Orientace na deterministické 
chování 
Další rysy L1 a L2 cache Integrované periferie, vnitřní ROM a RAM max až 512kB 
Integrované periferie, vnitřní 
ROM a RAM max až 512kB 
každá 
Počet jader 1-4 1-2 1 
Typická frekvence 1 – 2.5GHz 600MHz 100MHz 
MMU Ano Ne Ne 
Určení 
Mobilní telefony na 
bázi operačního 
systému Android, 
Linux 
Embedded zařízení s vysokým 
výkonem (např. Vysokorychlostní 
routery) 
Embedded zařízení s nízkou 
spotřebou a cenou 
Instrukční sada 
ARM Ano Ano Ne 
Instrukční sada 
Thumb2 Ano Ano Ne 
Instrukční sada 
ThumbEE Ano Ne Ne 
        Tab. 1 Dostupné řady ARM Cortex 
 
Řada Cortex A jako jediná nabízí jednotku MMU pro podporu virtuální paměti (kterou 
vyžadují operační systémy jako Windows, Android a Linux), FPU a podporu jazyka 
Java (instrukce ThumbEE), zatímco řada M nabízí nízký počet pinů, nízkou spotřebu a 
konstantní čas mezi příchodem signálu přerušení a začátkem obsluhy přerušení. Pro 
většinu automatizační úloh tedy nejvíce vyhovuje řada ARM Cortex M, protože má 
nejvíce deterministické chování. 
1.1.2 Instrukční sada Thumb 
Fakt, že RISC architektura vždy používá instrukce stejné délky (většinou 32 bitů) 
znamená, až jakýkoli algoritmus implementovaný v RISC procesoru pomocí 32-
bitových ARM instrukcí vyžaduje více místa v paměti než stejný algoritmus 
implementovaný v CISC procesoru. 
        Ke snížení dopadu této nevýhody byla vytvořena instrukční sada Thumb, kde 
každá instrukce zabírá pouze 16 bitů. I když každá instrukce zabírá pouze 16 bitů, jejich 
dekódování je stejně rychlé jako u 32 bitových ARM instrukcí – dekodér instrukcí 
pouze na správná místa doplní jedničky nebo nuly a výsledkem je standartní 32 bitová 
ARM instrukce. 
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        Thumb instrukce jsou pouze subsetem ARM instrukcí, některé věci Thumb 
instrukce neumí (např. nemají přístup ke všem registrům), proto je zde možnost za běhu 
programu přepínat mezi 16-bitovou sadou Thumb a 32-bitovou sadou ARM. 
        Protože instrukce můžou být jen 16-bitové nebo 32-bitové, design procesoru byl 
zjednodušen tak, že procesor nedokáže načíst 16 bitovou hodnotu z liché adresy. 
Instrukce programu z paměti ROM se tedy čtou vždy jen ze sudých adres. Při 
instrukcích skoku se tedy jinak nevyužitý bit používá k informaci, jestli cílový 
podprogram byl zkompilován pomocí 32 bitových ARM instrukcí nebo 16 bitových 
Thumb instrukcí. Stejně tak adresa uložená v zásobníku s sebou nese informaci, jaká 
instrukční sada se má použít při návratu z podprogramu. 
        Použití Thumb instrukcí závisí především na kompilátoru. V případě optimalizace 
na rychlost bude více používána instrukční sada ARM zatímco v případě optimalizace 
na velikost programu bude více používána instrukční sada Thumb.  
1.1.3 Výpočty s plovoucí řádovou čárkou 
Většina vyráběných typů ARM Cortex v sobě neobsahuje matematický koprocesor 
(FPU), tzn. že výpočty v plovoucí řádové čárce musí být softwarově realizovány 
pomocí algoritmu, který umí operovat s čísly v souladu se standardem IEEE 754. 
        Bez FPU je nutno všechny výpočty s datovým typem float nebo double provádět 
softwarově a všechny běžné funkce jako sin, cos, tan, ln, exp, asin, acos, atan je nutno 
počítat pomocí vhodných numerických metod. 
        Naštěstí většina vývojových prostředí v sobě obsahuje knihovny pro provádění 
výpočtů v tomto standardu. Tyto knihovny běžně obsahují i funkce jako sin, cos, tan, ln, 
exp, atan, asin, acos. Tyto knihovny jsou obvykle do firmware přidány automaticky 
kompilerem a linkerem bez vědomí uživatele.  Ale každé vývojové prostředí může 
obsahovat různě efektivní algoritmy pro práci s typy float a double i různě efektivní 
numerické metody s různou přesností výpočtu a výkon tedy nemusí být vždy 
dostačující. 
        U aplikací, které potřebují velmi rychle provádět takovéto výpočty (např. při 
zpracování obrazu nebo zvuku) se proto tato problematika často převádí na celočíselné 
výpočty s pevnou řádovou čárkou - s celočíselnou 32 bitovou hodnotou se pracuje 
například tak, že se nejspodnějších 16 bitů považuje za desetinnou část a nejvyšších 16 
se považuje za celočíselnou část. Takovouto technikou lze pomocí instrukcí pro 
celočíselné výpočty provádět výpočty s pevnou řádovou čárkou daleko rychleji než 
s datovým typem float.  
        Proto na úplném začátku diplomové práce přetrvávaly obavy, jak rychlé budou tyto 
softwarové výpočty bez FPU a jestli tedy nebude nutné převádět výpočty na celočíselné 
algoritmy. Prakticky se ukázalo, že mikrokontroler NXP LPC1756 v kombinaci 
s prostředím Keil µVision poskytuje vyhovující výkon v oblasti výpočtů s plovoucí 
řádovou čárkou - test provádějící výpočet řešení soustavy o čtyřech neznámých (tzn. 
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výpočet determinantu, inverzní matice 4x4 a následné násobení matice vektorem 1x4) 
skončil za 1.5ms, proto byl výkon i bez FPU shledán jako vyhovující. Proto se všechny 
výpočty přímé a inverzní kinematiky provádějí 100x za sekundu přímo s datovým 
typem float a pořád zbývá velká časová rezerva, proto nebylo potřeba je převádět na 
celočíselné výpočty. 
1.2 Kamera OV7670 
Jedná se o velmi levnou miniaturní kameru s průměrem objektivu 16mm, délkou 20mm 
usazenou na plošném spoji 34x34 mm. V prodeji jsou dvě různé verze, které se neliší 
obrazovým čipem samotným, ale pouze tím, co je na plošném spoji: 
a) verze s přídavnou pamětí FIFO AL422B – veškerá obrazová data se ukládají do 
paměti typu FIFO s kapacitou 384K, proto lze obrazová data načítat i pomocí 
pomalejších GPIO portů 
b) verze s obrazovými signály vyvedenými přímo na konektor – na konektor jsou 
přímo vyvedeny synchronizační signály HSYNC, VSYNC a PCK. Časování 
signálů je kritické, mikrokontroler musí být schopen data přijímat stejnou 
rychlostí, jakou je kamera vysílá. Při maximálním rozlišení 640x480x16bitů x 
30Hz (při použití krystalu 24MHz), to tedy znamená datový tok 18MB/s. 
 
 
Obr. 3 Kamera OV7670 bez přídavné paměti FIFO 
V našem případě máme kameru b) s přímo vyvedenými obrazovými signály. Celkem je 
vyvedeno na konektor 16 signálů, z toho 2 signály (PowerDown a Reset) si můžeme 
dovolit nepřipojit k MCU. Ale i tak 14 pinů na řídící desce k dispozici není, proto pro 
úspěšné připojení kamery k desce je nutné vyvinout paralelně sériový převodník. 
 
Obr. 4 Blokové schéma paralelně-sériového převodníku 
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Kamera podporuje rozlišení 640x480, 320x240 a 160x120 v barevné hloubce 8 a 16 
bitů, konkrétně RGB (4:4:4), RGB (5:5:5), RGB (5:6:5), YUV (4:2:2) aYCbCr (4:2:2). 
Dále kamera umí jednoduché efekty jako negativní obraz, zrcadlový obraz, zesílení až 
1.75x pro jednotlivé barevné složky, gama korekci na základě definovatelné křivky a 
řadu dalších efektů. Je možné i změnit časování signálů obrazového výstupu, např. lze 
až 32x zpomalit proti základní frekvenci XCLK. Tato všechna nastavení lze měnit 
pomocí SCCB rozhraní. 
 
                                                               SCCB rozhraní 
Signál Směr Význam 
SCCB_E Vstup Log.1 povoluje přenos dat, log.0 pozastavuje přenos dat 
SCIO_C Vstup Vstup hodin podobně jako u I2C 
SCIO_D Vstup Vstup dat podobně jako u I2C 
PWDN Vstup Power down - log.1 vypíná přenos obrazových dat 
Tab. 2 Signály rozhraní SCCB 
 
Přes rozhraní SCCB lze zapisovat do libovolného z dostupných 201 registrů. Seznam 
všech parametrů kamery je v literatuře [15]. Přes SCCB rozhraní lze nastavovat pouze 
těchto 201 registrů, pomocí SCCB rozhraní nelze stahovat obrazová data. 
 
Číslo pinu Název Význam 
1 VCC Napájení kamery 
2 GND Zem 
3 SCL I2C hodiny 
4 SDA I2C data 
5 VSYNC vertikální synchronizace 
6 HREF řádková sychronizace 
7 PCLK Potvrzování jednotlivých pixelů 
8 XCLK vstup externích hodin 
9 D7 výstup obrazových dat 
10 D6 výstup obrazových dat 
11 D5 výstup obrazových dat 
12 D4 výstup obrazových dat 
13 D3 výstup obrazových dat 
14 D2 výstup obrazových dat 
15 D1 výstup obrazových dat 
16 D0 výstup obrazových dat 
17 RESET Reset 
18 PDWN Powerdown (vypnutí) 
Tab. 3 Popis pinů na kameře OV7670 
1.3 Rozpoznání obrazu 
Obraz se z kamery načítá konkrétně v rozlišení 320x240 v barvách RGB (5:6:5). Menší 
rozlišení bylo zvoleno kvůli rychlosti zpracování a kvůli snížení paměťových nároků.  
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Obr. 5 Data přicházející z kamery 
 
Před provedením prahování se data konvertují na černobílý obraz. Podle standardu CIE 
1931 se složky na hodnotu jasu Y převádějí podle vzorce 
 
BGRY 0722.07152.02126.0 ++=  
 
Toto je jedna z vyjímek, kdy je rychlost výpočtu opravdu důležitá, proto se výpočet 
z datového typu float převádí na celočíselný výpočet 
 
        100/)77121( BGRY ⋅+⋅+⋅=  
 
Obr. 6 Obrazová data po převedení na černobílý formát 
 
        Z obrazových dat se stav šachovnice určuje jednoduchým prahováním. Pro 
rozpoznání bílých kamenů jsou stanoveny prahy YWmin a YWmax, pro černé kameny jsou 
stanoveny prahy YBmin a YBmax. Černé kameny, bílé kameny a prázdná pole se rozlišují 
pomocí těchto definovaných prahů. 
        Přítomnost nebo nepřítomnost kamene na hracím poli se vždy určuje podle 
jediného pixelu umístěného přibližně uprostřed hracího pole. Za tím účelem je nutno 
před začátkem hry provést kalibraci kamery a na základě toho MCU zná souřadnice 
těchto pixelů. 
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Obr. 7 Pixely použité při prahování 
 
Aby se při prahování snížil vliv šumu v obraze, aplikuje se na celý obraz jednoduchý 
filtr. 
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25
1K      [1.1] 
 
Pokud bychom aplikaci tohoto filtru prováděli na PC například v Matlabu, pak běžný 
postup je načíst všechna data do paměti, na všechna data aplikovat filtr a pak 
pokračovat v dalším zpracování. Tato obrazová data v rozlišení 320x240 vyžadují 
celkem 78kB, což je malý zlomek paměti PC, ale několikanásobek celé paměti MCU. 
        Proto při zpracování dat v MCU je nutno postupovat jinak – aplikace filtru a 
vyhodnocení vyfiltrovaných dat se provádí průběžně: 
1. Z kamery se načte pět obrazových řádek 
2. Aplikuje se filtr 5x5 na pět řádek obrazu 
3. Vyfiltrovaná data se předají prahovacímu algoritmu 
4. Prahovací algoritmus ověří, jestli se souřadnice některého z pixelů v tomto řádku 
shodují s některým z nakalibrovaných pixelů 
5. U kalibračních pixelů se prahováním určí přítomnost nebo nepřítomnost kamene 
6. První obrazový řádek se uvolní z paměti 
7. Načte se další obrazový řádek z kamery 
8. Pokračuje se bodem 2, dokud se nezpracují všechna obrazová data 
 
Protože se při prahování používá pouze jeden jediný pixel, algoritmus není schopen 
rozlišit obraz obyčejného kamene a obraz dámy. Toto se kompenzuje tím, že do 
algoritmu vstupuje i předchozí stav šachovnice. Takto lze rozpoznat, které kameny byly 
už dříve přeměněny na dámu. Proto výstupem algoritmu je stav šachovnice včetně dam. 
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1.4 Umělá inteligence 
Po rozpoznání stavu šachovnice přichází na řadu umělá inteligence, pomocí které se 
vybere následující nejvhodnější tah. K umělé inteligenci lze přistoupit z různých úhlů 
pohledu jak je uvedeno v literatuře [18] : 
• „Silná UI“ napodobuje lidský způsob myšlení, například pomocí neuronových sítí. 
Neuronové sítě využívají spíše na problémy u kterých nelze určit matematický model, 
např. predikce počtu zákazníků energie, dolování dat nebo pro zpracování obrazu a 
zvuku 
• „Klasická UI“ používaná např. v matematice se snaží úlohu formalizovat a vyřešit podle 
striktních pravidel, které by pokaždé měly vést k jedinému správnému výsledku. 
• „Slabá UI“ se snaží napodobovat lidské chování – zástupcem směru slabé UI je např. 
Alan Turing, který v roce 1950 definoval tzv. Turingův test: Stroj projde testem, pokud 
člověk není schopen na základě písemné komunikace rozeznat, zda je na druhé straně 
člověk nebo stroj 
• „Nová UI“ je nejnovější směr vytvořený v 80. letech, který je založený na přesvědčení, 
že k vytvoření inteligentního chování vůbec není třeba simulovat lidské myšlení a 
vnímat všechny podněty z okolního světa tak, jak je vnímá člověk a zavádí pojem 
„racionální agent“, u který pomocí akčních členů reaguje na signály ze senzorů a u 
kterého je kladen větší důraz na výsledek než na použitou technologii  
 
Pro hru Dáma není vůbec vhodné použití neuronových sítí – neuronové sítě se špatně 
učí na přesná striktní pravidla, od kterých není tolerována žádná odchylka. Z pohledu 
„Nové UI“ lze na hru Dáma pohlížet jako na kompetitivní multi-agentní prostředí – 
jedním agentem je člověk a druhým agentem je buď počítač hrající proti člověku nebo 
druhý člověk. 
1.4.1 Pravidla hry Dáma 
Před vlastní aplikací umělé inteligence si shrneme pravidla hry Dáma, jak je známe v 
Česku. Hra Dáma probíhá na klasické šachovnici o rozměru 8x8 polí, ke hře se 
používají pouze černá pole. 
 
Obr. 8 Výchozí postavení ve hře Dáma 
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Ve výchozím postavení mají oba hráči 12 kamenů a můžou táhnout pomocí těchto 
pravidel:  
• Lze táhnout pouze diagonálně o jedno pole dopředu na nejbližší černé pole.  
 
Obr. 9 Tah o jedno pole dopředu 
 
• Pokud se o jedno pole před mým kamenem nachází soupeřův kámen, je možné kámen 
přeskočit a soupeřův kámen odstranit ze šachovnice. Pole za soupeřovým kamenem 
musí být volné, jinak tah nelze uskutečnit. 
 
Obr. 10 Přeskočení a odebrání kamene 
 
• Je možné v rámci jednoho tahu přeskočit i více kamenů naráz, ale mezi kameny musí 
být mezera, stejně tak za posledním přeskakovaným kamenem musí být volné pole. 
 
Obr. 11 Přeskočení více kamenů naráz 
 
• Pokud kámen dojde až do poslední řady, promění se kámen na dámu, pro dámu pak 
platí jiná pravidla pohybu. Dámu symbolizují dva kameny na sobě. 
 
Obr. 12 Přeměna na dámu 
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• Dáma má větší možnosti než obyčejný kámen – dáma se může pohybovat diagonálně o 
libovolný počet polí dopředu i dozadu 
 
Obr. 13 Pohyb dámy 
 
• Při přeskakování kamenů se dáma může pohybovat o libovolný počet kamenů dopředu i 
dozadu. Podmínkou přeskočení je, že za každým přeskočeným kamenem musí být 
minimálně jedno volné pole (tj. mezi kameny musí být mezera minimálně jedno pole) 
 
Obr. 14 Přeskování ostatních figur dámou 
 
• Pokud jeden z hráčů nemůže udělat žádný tah, protože všechny jeho kameny jsou 
zablokované soupeřovými, pokračuje tahem druhý z hráčů.  
• Pokud jeden z hráčů má možnost svým kamenem přeskočit některý soupeřův kámen a 
nepřeskočí ho, může protihráč tento soupeřův kámen odstranit ze šachovnice 
• Vítězí ten hráč, který soupeři odstraní ze šachovnice všechny jeho kameny 
• Hra končí remízou, pokud oba hráči nemůžou udělat žádný tah. 
1.4.2 Aplikace umělé inteligence ve hře Dáma 
Jednou z možností jak realizovat racionálního agenta u stolních her je algoritmus 
MINIMAX. 
1.4.2.1 Algoritmus MINIMAX 
Algoritmus Minimax lze aplikovat u všech her, které vyhovují podmínkám: 
 -hrají dva hráči 
 -hráči se vždy po jednom tahu střídají 
  -mají nulový součet, tzn. zisk jednoho znamená ztrátu druhého 
 
Optimální tah tedy znamená najít nejmenší zisk protihráče MIN a zároveň pro sebe 
dosáhnout nejvyššího možného zisku MAX. Nalezení optimálního tahu tedy znamená 
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vyzkoušet všechny možné tahy a pro každý můj možný tah najít nejlepší tah protihráče 
s nejvyšším ziskem. 
        Pro výhodnost každého tahu je třeba stanovit si nějakou funkci, která bodově 
ohodnotí výhodnost postavení všech figur. Neexistuje žádný přesný předpis jak by se 
tato funkce měla sestavovat. Volba funkce závisí pouze na individuálních zkušenostech 
každého člověka. Je tedy možné zvolit i jednoduchou funkci, která by jako výsledek 
vracela počet kamenů- taková funkce by ale nejspíš nevedla k dobrým výsledkům. 
        Cílem bylo vytvořit co nejjednodušší hodnotící funkci, která by zároveň vedla 
k nejlepším výsledkům. Při stanovování hodnotící funkce bylo zvažováno: 
• pokud jsou kameny v horní polovině šachovnice, bude takový tah hodnocen více 
body, aby bylo tímto kamenem táhnuto přednostně a dříve došlo k získání dámy 
• pokud některý tah povede k zablokování kamene, bude tah penalizován, aby se 
tím zvýhodnil jiný tah umožňující další pohyb 
• pokud by tahem kamene došlo k zablokování mé vlastní dámy, bude takový tah 
hodnocen méně body, aby k zablokování dámy nedošlo 
• pokud nějaký tah povede k okamžitému vítězství, bude mu zvýšeno hodnocení o 
100 bodů 
 
Proto jsou různé tahy hodnoceny takto: 
• pro bílé kameny hrající zdola nahoru: 
o Přesun do 1.-4. řady je hodnocen jedním bodem 
o Přesun do 5.řady je hodnocen dvěma body 
o Přesun do 6. řady je hodnocen třemi body 
o Přesun do 7. řady je hodnocen čtyřmi body 
o Přesun do 8. řady je hodnocen deseti body 
 
• pro černé kameny hrající zhora dolů: 
o Přesun do 5.-8. řady je hodnocen jedním bodem 
o Přesun do 4. řady je hodnocen dvěma body 
o Přesun do 3. řady je hodnocen třemi body 
o Přesun do 2. řady je hodnocen čtyřmi body 
o Přesun do 1. řady je hodnocen deseti body 
 
Pokud kámen přeskočí soupeřův kámen, hodnocení tahu se navýší o hodnocení 
odebraného kamene v závislosti na jeho pozici. Při stanování hodnotící funkce pro tahy 
dámou bylo zvažováno:  
• není výhodné táhnout do rohu šachovnice, protože se tím snižuje pohyblivost 
dámy (nemůže uhnout do strany) 
• je výhodné táhnout na pole, ze kterých lze ohrozit více než jeden kámen soupeře 
(kvůli možnosti vícenásobných skoků) 
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Obr. 15 Hodnocení tahu dámou podle cílové pozice 
 
Při vybírání nejlepšího možného tahu pro dámu se nejdříve ohodnotí cílová pozice tahu 
podle obr. 3. Dále se pro všechny soupeřovy kameny určí diagonální linie podle obr 4., 
podle kterých se hodnocení tahu zvýší o jeden bod.  
¨ 
Obr. 16 Dva kameny na šachovnici a od nich odvozené diagonály 
 
Ve výsledku tedy získají vyšší hodnocení všechna pole, ze kterých je ohrožen více než 
jeden kámen. To umožní vícenásobné skoky dámou. 
        Předpokládejme použití algoritmu MiniMax v situaci, že oba hráči mají dva 
kameny a shodou okolností oba mají na výběr pouze tři možné tahy. 
 
 
Obr. 17 Výběr tahu algoritmem MiniMax 
 
Bílý má kameny na pozicích A6 a F3, černý na pozicích A8 a D5. Pro zjištění 
nejlepšího tahu se provede ohodnocení každého možného tahu s každým možným 
tahem soupeře. Tahem A6-B7 by sice hráč získal 4 body, ale v následujícím tahu by 
protihráč získal 6 bodů (jinými slovy by protihráč udělal hráči větší škodu než hráč 
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udělal jemu). Proto ze stromu výplývá, že v této situaci je nejvhodnějším tahem tah z F3 
na G4. 
1.4.2.2 Algoritmus MINIMAX se zvážením více tahů dopředu 
V minulé kapitole algoritmus MINIMAX uvažoval pouze jeden tah dopředu (jeden svůj 
vlastní tah a jeden tah soupeře). V principu nic nebrání tomu, aby algoritmus uvažoval 
více tahů dopředu (tzn. ve stromu by bylo zvažováno více než jedna úroveň hloubky 
stromu).  
        Výhodou změny hloubky stromu je možnost jednoduché změny obtížnosti, 
nevýhodou ale je i zvýšení časové náročnosti výpočtu (čas výpočtu s vyšší hloubkou 
stromu stoupá exponenciálně).  Větší hloubka stromu zároveň znamená, že algoritmus 
stráví více času i na banálních kombinacích tahů, ze kterých neplyne žádný užitek. 
Vzhledem k poměrně malému výpočetnímu výkonu MCU a malé paměti byl u 
algoritmu MINIMAX ponechána hloubka stromu 1 a hodnotící funkce byla navržena o 
to precizněji, aby algoritmus poskytoval dobré výsledky. 
1.5 Plánování pohybu 
1.5.1 Úvod 
Po zvolení konkrétního tahu po šachovnici je potřeba naplánovat příslušný pohyb 
manipulátoru, kterým se kámen uchopí, zvedne a přesune na jiné políčko šachovnice. 
        Plánováním pohybu se průmysl zabývá již od 70.let, kdy vznikla potřeba 
standardizovat způsob jakým popsat pohyb, který je potřeba vykonat nějakým 
nástrojem. Jedním z nejběžnějších průmyslových standardů vhodných pro tuto 
problematiku je G-kód. 
1.5.2 G-kód standard 
G-kód používá jednoduchý textový formát k popisu pohybu. G-kód se nazývá G-kódem 
díky tomu, že se v něm nejčastěji vyskytuje příkaz G jako „Go to“. Základním 
principem je, že G-kód nikdy nepopisuje co by měly dělat jednotlivé osy manipulátoru 
nebo stroje. G-kód vždy popisuje, co se má dít v globálním pravoúhlém souřadném 
systému. Konkrétně u robotického manipulátoru tedy G-kód popisuje pouze to, jak se 
má pohybovat koncový efektor. 
 
                                        Obr. 18 Standartní uspořádání os u G-kódu 
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Základními osami jsou osy X, Y a Z. Dalšími používanými osami jsou osy A, B, C, 
které obvykle reprezentují rotaci kolem os X, Y, Z. Osy U, V, W se nejvíce podobají 
osám X, Y, Z, jsou na sebe navzájem kolmé a jejich počátek může být umístěn kdekoli 
ve 3d prostoru. Osy U, V, W často popisují pohyb sekundárního efektoru- v tom případě 
by osa U ležela paralelně s X, V paralelně s Y a W paralelně s Z. 
        G-kód popisuje všechny potřebné parametry pohybu, tzn. souřadnice pohybu, 
rychlost pohybu a další technologické parametry. Pokud jsou zadány pohyby ve dvou 
osách naráz, pak se oba pohyby naplánují tak, aby začaly a skončily současně. 
        G-kód standard počítá i s tím, že koncový efektor může držet nějaký nástroj, který 
má nějakou délku (manipulátor může držet například fixu a s její pomocí kreslit). V tom 
případě už předmětem popisu nebude trajektorie efektoru, ale trajektorie konce nástroje 
(fixy). V takovém případě inverzní úloha kinematiky musí do výpočtů zahrnout i délku 
nástroje. Tato funkce se podle standardu nazývá „délková a rádiusová korekce“. 
 
Ukázka skutečného G-kódu používaného v průmyslu: 
N10 T1 M9              -výměna nástroje (aktuální se nahradí nástrojem T1) 
N20 S1000 M3       -roztočení nástroje na 1000 otáček     
N30 G0 X100 Y200  -pohyb rychloposuvem na souřadnici [100,200,?] 
N40 Z5                -pohyb rychloposuvem na souřadnici [100,200,5] 
N50 G1 Z-30 F500        -pohyb na souřadnici [100,200,-30] rychlostí 500mm/min 
N60 X-200   -pohyb na souřadnici [-200,200,-30] rychlostí 500mm/min 
N70 G0 Z200   -pohyb rychloposuvem na souřadnici [-200,200,200] 
N80 M30   -konec programu, zastavení nástroje 
 
Aby takovýto G-kód fungoval vykonal přesně to, co je od něj očekáváno, musí obsluha 
stroje nějakým způsobem kalibrovat souřadný systém. Obsluha tedy před začátkem 
výroby musí: 
• do tabulky nástrojů (v paměti stroje) uložit skutečné délky a průměry nástrojů 
• musí počátek souřadnic umístit do některého z rohů opracovávaného materiálu 
(tzn. musí  zkalibrovat osy X, Y, Z, případně i A, B, C a U, V, W) 
Podobně i my budeme muset nejdříve kalibrovat souřadný systém podle skutečných 
rozměrů šachovnice a její pozice v prostoru  
1.5.3 Implementace G-kódu 
Plný standard je velice rozsáhlý a řeší dlouhou řadu reálných problémů vyskytujících se 
v průmyslu. Pro potřeby řízení robotického manipulátoru nám stačí podporovat tyto 
příkazy: 
N    – číslování řádků – nepovinné, používá se jednodušší indentifikaci řádek  
G0  – pohyb maximální možnou rychlostí 
G1  – pohyb definovanou rychlostí 
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F     – rychlost pohybu (Feedrate) 
M30  – konec programu 
X, Y, Z – pohyby v hlavních osách 
A, B, C – rotace kolem hlavních os 
U, V, W – pohyby v pomocných osách 
 
Při implementaci G-kódu se nelze vyhnout ani podpoře dalších funkcí: 
• Řešení inverzní úlohy kinematiky (je implementována včetně délkové korekce) 
• Interpolace souřadnic v reálném čase 
 
Implementace  G-kódu podporuje všech devět os X, Y, Z, A, B, C, U, V, W. Na 
šestiosý manipulátor jsou osy namapovány takto: 
• Osy X, Y, Z určují souřadnici koncového efektoru (klepeta) v 3d prostoru, 
o Pracovní prostor manipulátoru je zhruba v intervalech 
 X: -300 až 300 mm 
 Y:      0 až 300 mm, při B=0 až 400 mm 
 Z: -250 až 250 mm 
 Na souřadnici 0,0,0 je základna robota o průměru asi 95 mm 
 
Obr. 19 Souřadný systém manipulátoru 
• Osa A určuje krut zápěstí kolem své osy v rozsahu -90 až 90° 
• Osa B určuje sklon zápěstí v globálním souřadném systému 
o Hodnota B=0 znamená, že koncový efektor má být vodorovně 
o Hodnota B=90 znamená, že koncový efektor má směrovat kolmo dolů 
o Hodnota B=-90 znamená, že koncový efektor má směrovat kolmo nahoru 
• Osa U – ovládá sevření chapadla v milimetrech (3 – 32mm) 
 
Fakt, že hodnota úhlu B je stabilizovaná vůči globálnímu souřadnému systému 
v kombinaci s faktem, že je stabilizovaná i souřadnice koncového efektoru, umožňuje 
provádět zajímavé pohyby, které by jinak byly jen obtížně realizovatelné.  Bude to 
vysvětleno pomocí ukázkového programu: 
 
N10 G0 X0 Y120 Z200 B0 -přesun do bezpečné výšky, chapadlo vodorovně 
N20 Y300          -přesun na souřadnici X0 Y300 Z200 
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N30 U0         -sevření chapadla, tj. uchopení předmětu 
N40 B45    -náklon chapadla na nový úhel, všechna ramena robota  
       mění pozici tak, aby koncový bod klepeta zůstával  
       stále na stejné pozici 
N50 B-45               -náklon chapadla na nový úhel, všechna ramena robota  
mění pozici tak, aby koncový bod klepeta zůstával     
stále na stejné pozici 
N60 B45    -opakované viklání 
N70 B-45 
N80 B45 
N90 B-45 
N100 B0    -návrat do vodorovné polohy 
N110 U30 
N110 G0 Y80    -odjezd pryč 
N130 M30    -konec programu 
 
Význam tohoto programu lze chápat tak, že manipulátor uchopí předmět, který trčí ze 
zdi (např. drát) a opakovaně s ním viklá za cílem ulomení a s ulomeným drátem odjede 
do výchozí pozice. 
 
1.5.4 Pohyb nad šachovnicí pomocí G-kódu 
Před spuštěním samotné hry je nutné definovat na jakém rozsahu souřadnic šachovnice 
leží. Na základě této kalibrace se budou generovat g-příkazy se správnými 
souřadnicemi. Kalibraci šachovnice je nutno provést pomocí software pro ruční 
ovládání manipulátoru. 
 
Obr. 20 SW pro ruční ovládání manipulátoru 
 
Tento software byl vyvíjen zároveň s firmware. Kalibrace se provádí tak, že nejdříve 
musíme pomocí software pro ruční ovládání najet přesně nad středy polí A1, A8, H1 a 
H8.  
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Obr. 21 Manipulátor nad políčkem A8 
 
Zjištěné souřadnice je třeba vyplnit do kolonek na obrázku níže a pak je nutno odeslat 
kalibraci do manipulátoru. Po odeslání dat je šachovnice nakalibrovaná a manipulátor je 
schopen přesouvat kameny po šachovnici. 
 
Obr. 22 Nastavení rozměrů šachovnice 
  
Přesun kamenů po šachovnici je pak vykonáván pomocí G-kódu, který může vypadat 
například takto:  
G0 Z50   -přesun do výšky bezpečné pro pohyb nad šachovnicí 
X-43.571 Y229.571      -přesun nad políčko B2 
G1 Z-8 F5000               -pomalejší přesun směrem dolů 
G0 U20                    -sevření kamene o průměru 20mm klepetem (osa U = klepeto) 
Z50         - přesun do výšky bezpečné pro pohyb nad šachovnicí 
X-24.143 Y208.143 - přesun nad políčko C3 
G1 Z-8 F5000               -pomalejší přesun směrem dolů 
G0 U30   -rozevření klepeta 
Z50         - přesun do výšky bezpečné pro pohyb nad šachovnicí 
X0 Y74 Z30   - přesun do parkovací polohy mimo šachovnici 
 
Tento skript předpokládá, že chapadlo už je nastaveno směrem dolů (B=90°). Osa B 
není v kódu uvedena, proto po celou dobu (včetně koncové parkovací polohy) bude 
chapadlo stabilizováno v konstantním úhlu B=90°. 
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1.6 Interpolace souřadnic v reálném čase 
Po naplánování sekvence pohybů pomocí G příkazů je třeba naplánovanou sekvenci 
pohybů vykonat v reálném čase. K plánování trajektorie a interpolaci souřadnic 
v reálném čase není jednoduché sehnat literaturu, která by se tímto tématem dostatečně 
zabývala. Tímto tématem se hlouběji zabývá literatura [3]- ale ani zde nebyly vyřešeny 
některé problémy – například, jak určit parametry pohybu v případě, že neznáme 
maximální rychlost pohybu, ale známe časový rámec, do kterého se celý pohyb musí 
vejít. Bez vyřešení tohoto problému by se G-kód choval jinak než bylo plánováno, proto 
jsem matematicky odvodil vlastní řešení. 
        Každá sekvence G-kódu se dá popsat jako pohyb v n-rozměrném prostoru, kde 
koncový efektor (chapadlo) musí projet všemi naplánovanými body 1..N. Spojnice mezi 
naplánovanými body definují úseky trajektorie. 
 
 
Obr. 23 Obecná trajektorie pohybu 
 
Na celém úseku je požadována konstantní rychlost pohybu vF. Žádaná rychlost pohybu 
se ale vždy rozkládá do třech sousedních os, proto vždy platí 
 
 
222222222
FWFVFUFCFBFAFZFYFXF vvvvvvvvvv ++=++=++=    [1.2] 
 
Jako první krok se žádané rychlosti pohybu v jednotlivých bodech trajektorie rozloží do 
devíti os X, Y, Z, A, B, C, U, V, W. V tabulce níže se předpokládá, že úsek 2-3 má 
sklon 30°. Po rozložení rychlosti vF do složek se pak už určují parametry pohybu 
v každé ose zvlášť. 
 
  
                                                                      Osa 
         X           Y           Z          A          B          U 
Úsek vXS 
  
vXF vXK vYS 
  
vYF vYK vZS vZF vZK vAS vAF vAK vBS vBF vBK vUS vUF vUK 
1-2 0 100 86 0  0 50 0 0 0 0 0 0 0 0 0 0 0 0 
2-3 86 86 0 50 50 100 0 0 0 0 0 0 0 0 0 0 0 0 
3-4 0 0 0 100 100 0 0 0 0 0 0 0 0 0 0 0 0 0 
Tab. 4 Příklad rozložení rychlosti vF do sousedních os 
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Výpočet se skládá ze tří fází: 
a) výpočet parametrů pro každou osu zvlášť s cílem dosáhnout co nejvyšší 
rychlosti pohybu.  
b) nalezení osy s nejdelším časem trvání pohybu (ta zůstane beze změny) 
c) zpomalení pohybu u ostatních os za účelem souběžného pohybu všech os 
 
Obr. 24 Časový průběh rychlostí vX, vY po prvním kroku 
 
Obr. 25 Časový průběh rychlostí vX, vY po posledním kroku 
 
Výpočet interpolované souřadnice níže probíhá podle jednoduchého principu- je třeba 
znát čas t1 potřebný pro akcelerační část trajektorie, čas t2 pro část trajektorie 
s konstantní rychlostí a čas t3 potřebný pro zpomalovací část trajektorie. Souřadnice 
v čase t se spočítá jako jednoduchá lineární interpolace pomocí vzorců níže. 
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vS  – počáteční rychlost 
Fv   – rychlost v prostředním úseku daná parametrem F v G-kódu 
vE  – koncová rychlost 
 
Tyto interpolační vzorce se uplatňují na pohyb ve všech devíti osách X, Y, Z, A, B, C, U, 
V a W, proto správně by u všech rychlostí vS, vF a vE měl být ještě index X, Y... W a měli 
bychom devět vzorců, kde by se vyskytovaly vSX, vSY...vSW, vFX, vFY...vFW atd. 
 33
1.6.1.1 Výpočet t1, t2 a t3 
K výpočtu interpolované souřadnice potřebujeme vždy určit znát časy t1, t2 a t3. Tyto 
časy stačí vypočítat jen jednou před spuštěním pohybu. Časy t1, t2 a t3 se vypočítají na 
základě zadaných rychlostí vS, vF a vK, kde rychlosti Sv a Kv můžou nabývat i libovolné 
jiné hodnoty než nula, nemusí ani platit podmínka KFS vvv ><  
 
Obr. 26 Nepřekrývající se akcelerační a zpomalovací části trajektorie 
 
Časovým úsekům t1, t2 a t3 odpovídají i úseky trajektorie s1, s2 a s3. Nejjednodušším 
případem je, že úsek s1 je dostatečně dlouhý k plné akceleraci z rychlosti vS na rychlost 
vF a i úsek s3 je dostatečně dlouhý na plné zpomalení z rychlosti vF na rychlost vK. 
        V tom případě se čas potřebný pro zrychlení i zpomalení určí jako rozdíl rychlostí 
dělený maximálním možným zrychlením/zpomalením. 
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Pro hodnoty a1, a2 a a3 platí výraz, kde aMAX  znamená maximální zrychlení a. 
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1.6.1.2 Výpočet t1, t2 a t3 v případě velmi krátkého úseku 
V méně ideálním případně celková dráha není dost dlouhá pro akceleraci až na rychlost 
vF a zpětné zpomalení až na rychlost vK.   
 
Obr. 27 Průnik akcelerační a zpomalovací části trajektorie 
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Proto je třeba určit rychlost v, na kterou stihneme akcelerovat a následně stihneme i 
zpomalit na rychlost vK.  Zajímají nás tedy časy t1 a t3, u času t2 je jasné, že je roven 
nule. Za účelem určení časů t1 a t3 tedy musíme sestavit rovnici, která vychází z faktu, 
že v určitém časovém okamžiku se musí shodovat rychlost, na kterou jsme schopni 
akcelerovat a rychlost, ze které jsme schopni pohyb ubrzdit. Pro zjednodušení 
uvažujeme aMAX vždy kladné. 
 
              31 tavtav MAXKMAXS +=+            [1.6] 
 
Dále je třeba přidat omezující podmínku, protože nás zajímají pouze takové časy t1a t3, 
během kterých koncový efektor urazí danou vzdálenost 31 sss += . 
31 sss +=  
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Z omezující podmínky můžeme vyjádřit čas t3. 
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Dosazením t3 do původní rovnice [1.7] dostaneme po úpravách kvadratickou rovnici. 
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Pomocí kvadratické rovnice nakonec vyjádříme čas t1 jako 
a
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Nakonec vyjádříme z původní rovnice i t3. 
     13 t
a
vv
t KS +
−
=       [1.11] 
Nová rychlost v (tj. rychlost v průniku akcelerační a zpomalovací přímky) by šla 
vyjádřit z původní rovnice 1.6. 
1.6.1.3 Zpomalení pohybu 
V prvním kroku byl v každé ose vyčíslen čas potřebný pro pohyb při nejvyšší možné 
rychlosti. Následně se nalezne nejvyšší hodnota času a ve všech ostatních osách se 
rychlost pohybu zpomalí tak, aby se časy pohybu ve všech osách shodovaly. 
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        Proto se namísto hodnoty Fv  musí stanovit taková rychlost v, aby se dodržel 
celkový čas t.  Rovnice vychází ze součtu časů t1, t2 a t3. 
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v1 - průměrná rychlost na úseku s1 
∆v1   - nárůst/pokles rychlosti na úseku s1 
v3  -průměrná rychlost na úseku s3 
∆v3   -nárůst/pokles rychlosti na úseku s3 
 
Na základě této idey je sestavena rovnice 
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t -požadovaná hodnota trvání pohybu 
vS -počáteční rychlost 
v -rychlost na úseku s2 
vK -koncová rychlost 
a -maximální hodnota akcelerace 
 
Z rovnice [1.13] potřebujeme vyjádřit v, bohužel úpravě rovnice překáží absolutní 
hodnoty, proto je třeba rovnici rozdělit na čtyři intervaly a vyřešit ji v každém intervalu 
samostatně. 
 
 
a) v>vs, v>vK 
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Rychlost v můžeme v tomto případě vyjádřit pomocí kvadratické rovnice. 
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v  - maximální rychlost, na kterou se musí akcelerovat z počáteční rychlosti  
vK a z které se musí brzdit do koncové rychlosti vS, aby pohyb trval přesně čas t 
vS – startovní rychlost (rychlost na začátku úseku) 
vK – koncová rychlost (rychlost na konci úseku) 
t   -  požadovaný časový rámec, do kterého se pohyb musí vejít 
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b) v<vS, v<vK 
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Rychlost v můžeme v tomto případě vyjádřit opět pomocí kvadratické rovnice. 
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v  - maximální rychlost, na kterou se musí akcelerovat z počáteční rychlosti  
vK a z které se musí brzdit do koncové rychlosti vS, aby pohyb trval přesně čas t 
vS – startovní rychlost (rychlost na začátku úseku) 
vK – koncová rychlost (rychlost na konci úseku) 
t   -  požadovaný časový rámec, do kterého se pohyb musí vejít 
 
c) v>vS, v<vK 
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Při této úpravě se druhé mocniny v2 vykrátí a vyjde jednoduchá lineární rovnice 
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v  - maximální rychlost, na kterou se musí akcelerovat z počáteční rychlosti  
vK a z které se musí brzdit do koncové rychlosti vS, aby pohyb trval přesně čas t 
vS – startovní rychlost (rychlost na začátku úseku) 
vK – koncová rychlost (rychlost na konci úseku) 
t   -  požadovaný časový rámec, do kterého se pohyb musí vejít 
                
d) v<vS, v>vK 
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Při úpravě se druhé mocniny v2 znovu vykrátí a znovu vyjde jednoduchá lineární rovnice 
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v  - maximální rychlost, na kterou se musí akcelerovat z počáteční rychlosti  
vK a z které se musí brzdit do koncové rychlosti vS, aby pohyb trval přesně čas t 
vS – startovní rychlost (rychlost na začátku úseku) 
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vK – koncová rychlost (rychlost na konci úseku) 
t   -  požadovaný časový rámec, do kterého se pohyb musí vejít 
 
1.6.1.4 Postup řešení při výpočtu zpomaleného pohybu 
Parametry zpomaleného pohybu tedy lze určit pomocí vzorců 1.15, 1.17, 1.19 a 1.21. 
Tím nastává problém, protože to, který ze vzorců použít, závisí na podmínkách v>vS a 
v>vK, kde hodnotu v neznáme, protože ta je předmětem výpočtu. 
 
Prakticky bylo ověřeno, že se ke správným výsledkům lze dostat následujícím 
postupem: 
• Určíme hodnotu v pomocí vzorce 1.15 
• Vyhodnotíme pravdivost výrazů v>vS a v>vK 
• Pokud obě podmínky platí, je hodnota v správná 
• Podle platnosti podmínek vybereme vzorec 1.17, 1.19 nebo 1.21 
1.6.1.5 Dosazení hodnot 
V kapitolách 1.6.1.2 byly uvedeny výpočty časů t1, t2 a t3 – tyto parametry se dají do 
vzorce 1.3 dosadit přímo. V kapitole 1.6.1.3 jsme počítali novou rychlost v – i ta se 
dosazuje do vzorce 1.3 místo původní hodnoty vF. 
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1.7 Inverzní úloha kinematiky 
Inverzní úloha kinematiky u manipulátoru Lynxmotion AL5D se skládá se dvou 
nezávislých úloh: 
a) Stanovení natočení úhlu základny v kloubu J0  
     (rotace kloubu J0 nejlépe viditelná při pohledu shora) 
 
Obr. 28 Manipulátor shora 
b) Stanovení úhlů v kloubech J1, J2 a J3 (při pohledu z boku) 
 
Obr. 29 Manipulátor z bočního pohledu 
 
Inverzní úloha kinematiky je v tomto případě navržena tak, by používala osy stejně 
orientované, jak je používá G-kód. Hodnota úhlu B se tedy neurčuje relativně k ramenu, 
na které je přimontované zápěstí robota, ale vzhledem ke globálnímu souřadnému 
systému. Je tedy třeba dodržet pravidlo, že hodnota B=0 znamená vodorovnou orientaci 
koncového efektoru K a hodnota B=90 znamená orientaci koncového efektoru K kolmo 
dolů. 
       Proto se jako první provádí přepočet ze souřadnic koncového bodu K do souřadnic 
kloubu P3. Ve vzorci figuruje nijak netransformovaná hodnota úhlu B, protože se 
používá úhel B v globální souřadném systému. K délce úseku J3-K se připočítává ještě 
parametr ToolLength pro případ, že by manipulátor držel nějaký nástroj. 
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α
α
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Nyní známe souřadnice bodu J3 a J1. Pokud budeme znát i bod J2, můžeme už 
jednoznačně určit i úhly v kloubech J1, J2 i J3, proto potřebujeme určit souřadnice 
kloubu J2. Při bočním pohledu na manipulátor se jedná o 2D úlohu průsečíku kružnic, 
kde na základě znalostí středů J1, J3 a znalostí poloměrů J1-J2 a J2-J3 lze určit 
souřadnice bodu J2 v rovině. Body J1 a J3 nejdříve potřebujeme přepočítat do 2D 
roviny bočního pohledu. Místo 3d souřadnic P1X, P1Y, P1Z, P3X, P3Y, P3Z potřebujeme 
znát 2d souřadnice P1XY, P1Z, P3XY, P3Z, kde jsou vždy dvě složky X a Y sloučeny do 
jedné souřadnice. 
2
3
2
33
2
1
2
11
YXXY
YXXY
PPP
PPP
+=
+=
     [1.23] 
K výpočtu průsečíků kružnic použijeme vzorec z literatury [5].  
 
Obr. 30 Parametry vzorce výpočtu průniku kružnic 
    
Nyní už lze uplatnit převzaté vzorce pro výpočet průniku kružnic. Výsledkem jsou 
souřadnice x, y ve 2D rovině. 
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Korekce faktu, že výpočet přepokládal středy v ose X, tzn. rotuje souřadnice x, y o úhel 
λ. 
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Nakonec se bod P2 převede z 2D roviny do 3D prostoru. Úhel α je úmyslně orientován 
jinak než je standard – při nulovém úhlu α je totiž manipulátor orientován podél osy Y. 
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Na základě známých souřadnic J1, J2 a J3 už lze určit hodnoty všech zbývajících úhlů 
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Orientace úhlů byly určeny stejně jako u skutečných servomotorů. Správnost výpočtů 
inverzní kinematiky byla ověřena tím, že na základě vypočtených úhlů byly spočítána 
úloha přímé kinematiky. 
 
 
 
 
1.8 Realizace pohybu servomotory 
1.8.1 Použitá serva  
Fyzický pohyb zajišťují serva Hitec HS-422, HS-485HB, HS-645MG, HS-755HB a 
HS-805BB. Serva už samy v sobě obsahují polohovou regulaci, servo se pohybuje bez 
zátěže poměrně rychle, úhel 60° urazí za čas 0.28s. Všechna serva se řídí pulzně 
šířkovou modulací, ale každý typ serva vyžaduje trochu jiné časování signálu. 
 
Poloha serva 
  Šířka pulzu 
Typ serva 600µs 700µs 1100µs 1500µs 1900µs 2200µs 2300µs 
HS422 N/A -90° -45° 0° 45° 90° N/A 
HS485HB -90° -80° -40° 0° 40° 80° 90° 
HS645MG N/A -90° -45° 0° 45° 90° N/A 
HS755HB -90° -80° -40° 0° 40° 80° 90° 
HS805BB N/A -90° -45° 0° 45° 90° N/A 
Tab. 5 Závislost polohy serva na šířce pulzu 
 
Stejně tak se u jednotlivých typů liší i maximální frekvence signálu- některé typy 
podporují 200Hz, některé jen 125Hz. V použitém MCU všechny PWM kanály sdílejí 
stejné hodiny, proto všechny PWM kanály musejí běžet na stejné frekvenci, tzn. 
všechny kanály se musí přizpůsobit nejpomalejšímu servu, tj. max 125Hz. Ve 
skutečném firmware všechny PWM kanály používají 100Hz. 
        Serva přímo hýbou jednotlivými rameny manipulátoru. Na základě známých 
rozměrů jednotlivých ramen se provádí přímá a inverzní úloha kinematiky. 
 41
 
 
Část robota Parametry 
Délka 
[mm] 
Rozsah rotace [°] 
Min. Max. 
Podstavec výška / rotace 69 -90 90 
Paže délka / náklon 147 -90 90 
Loket délka / náklon 187 -65 90 
Zápěstí délka / rotace 100 -90 90 
Zápěstí    -     / náklon - -90 90 
Tab. 6 Rozměry robota a rozsahy úhlů 
 
Servomotory bohužel nemají žádnou zpětnou vazbu, při požadavku na změnu polohy se 
servo začne pohybovat maximální možnou rychlostí a cílové poloze i velmi rychle 
brzdí. Pro plynulý pohyb manipulátoru bez záškubů je tedy nutné posílat nová data do 
PWM kanálů 100x za sekundu a plynulý rozjezd a plynulé brždění zahrnout do 
matematického modelu pohybu. 
1.8.2 Přesnost pohybů ramen 
Dalším malým problémem v mechanickém provedení robota je nepřesnost nulových 
poloh jednotlivých serv. Tyto chyby jsou pravděpodobně způsobeny: 
• Nízkou tuhostí robota, kdy vlastní váha robota může vychylovat rameno na vyšší 
úhel, než kde má být 
• Některá serva mají jako výstup ozubené kolo, které když při montáži zapadlo o 
několik zubů vedle, tak mohlo způsobit odchylku nulové polohy ramene 
• Nepřesnou montáží na podkladovou hliníkovou desku 
Ve výsledku je zde řada systémových chyb v polohování ramen. Při měření odchylek 
nulových poloh byly naměřeny hodnoty uvedené v tabulce níže. 
 
 
 
 
 
 
            
 
Tab. 7 Odchylky nulových poloh serv 
 
I přes částečnou eliminaci některých systémových chyb v polohování některé chyby 
stále přetrvávají a při polohování se na koncovém efektoru často projevuje ochylka 
řádově 2 až 3 mm. 
Úhel  Význam Nulová poloha 
Alfa Rotace do stran 5.7° 
Beta Náklon paže 2.5° 
Gama  Náklon lokte 0.0° 
Delta Náklon zápěstí -1.8° 
Epsilon Rotace (krut) zápěstí 18.0° 
Zeta Ovládání klepeta 12.0° 
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1.8.3 Závislost sevření klepeta na úhlu serva 
Klepeto je ovládáno podobným servem jako všechny ostatní osy, tzn. vstupuje do něj 
PWM signál, který určuje úhel natočení serva. Pro ovládání klepeta by ale byly 
vhodnější jiné jednotky než nic neříkající stupně. 
        Proto byla podrobně změřena závislost sevření klepeta na úhlu serva. Během 
měření bylo poměrně rychle zjištěno, že se zde projevují jakési náhodné chyby 
způsobené pravděpodobně třením v mechanismu klepeta. Za účelem snížení vlivu 
náhodných chyb bylo měření provedeno celkem 8x.  
 
Poloha 
serva 
Naměřené hodnoty sevření klepeta [mm] Průměrná hodnota 
[mm] 1. 2. 3. 4. 5. 6. 7. 8. 
-80° 3.6 3.5 3.2 3.4 3.2 3.2 3.2 3 3.3 
-75° 3.5 3.5 3.3 3 3.3 3.3 3.2 3.2 3.3 
-70° 3.2 3.6 3.2 3.1 3.1 3.3 3 3 3.2 
-65° 3.5 3.5 3.4 3.1 3.4 3.2 3.1 3.2 3.3 
-60° 3.6 3.4 3.2 3.3 3.3 3.1 3.2 3.2 3.3 
-55° 3.2 3.5 3.4 3.3 3.2 3.3 3.1 3 3.3 
-50° 3 3.5 3.3 3.3 3 3.1 3.1 3 3.2 
-45° 3.2 3.6 3.3 3.5 3 3.2 3.1 3.2 3.3 
-40° 3.5 3.9 3.5 3.5 3.6 3.8 3.5 3.8 3.6 
-35° 5 4.6 4.6 3.5 3.8 4.9 4.2 4.7 4.4 
-30° 5.8 5.7 6.4 4.8 4.6 5.7 4.5 5.7 5.4 
-25° 7 7 6.9 5.5 5.6 6.8 5.7 7.1 6.5 
-20° 8.4 8.3 8.5 6.7 6.7 8.1 6.8 8.3 7.7 
-15° 10 9.6 9.6 8.3 8 9.5 8.1 9.6 9.1 
-10° 11.4 11.2 9.7 9.3 9.4 11.4 9.4 11.3 10.4 
-5° 12.8 14.1 10.5 11 10.7 12.5 12.4 12.7 12.1 
0° 14.3 14.3 12.3 12.2 12.2 14.1 14 14.1 13.4 
5° 16 16.1 14.1 14 14.1 15.5 16 15.9 15.2 
10° 17.5 17.7 15.6 15.6 15.7 17.4 17.5 17.4 16.8 
15° 19.2 19.6 17.3 18.9 17.6 18.8 19.2 19 18.7 
20° 20.5 20.5 19 20.3 18.8 20.4 20.4 20.5 20.1 
25° 22 22.1 20.2 21.8 20.4 21.8 21.9 21.7 21.5 
30° 24.3 23.5 25.2 23.5 21.7 23.6 23.6 23.4 23.6 
35° 24.4 25.2 25.6 25.1 25.1 25.6 25.4 25.4 25.2 
40° 26.5 26.5 26.7 26.6 27 26.8 27 26.7 26.7 
45° 28.2 27.6 27.9 27.7 28 28.1 28 28.1 28.0 
50° 29.2 29 29.2 29 29.2 29.1 29 28.8 29.1 
55° 29.7 30.1 29.8 29.9 29.7 29.7 30.1 30 29.9 
60° 30.2 30.8 30.8 30.8 30.9 30.8 30.8 30.9 30.8 
65° 30.8 31.1 31.3 31.2 31.2 31.4 31.3 31.5 31.2 
70° 31.4 31.5 31.7 31.4 31.6 31.7 31.5 31.7 31.6 
75° 31.4 31.5 31.7 31.7 31.8 31.5 31.7 31.7 31.6 
80° 31.5 31.7 31.5 31.7 31.3 31.5 31.8 31.8 31.6 
  Tab. 8 Naměřené hodnoty sevření klepeta v závislosti na úhlu serva 
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Na naměřených hodnotách lze vidět, že se mechanismus klepeta v některých místech 
zasekne a teprve po překonání třecí síly poskočí o několik milimetrů dále. Hodnoty ze 
všech měření byly zprůměrovnány a vykresleny do grafu za účelem nalezení funkce 
závislosti mezi úhlem serva a skutečným sevřením klepeta. 
        Na základě naměřených dat byl vykreslen graf zachycující závislost mezi úhlem 
serva a výsledným sevřením klepeta. Cílem je najít aproximaci funkce, která by pro 
zadaný úhel serva správně stanovila míru sevření klepeta ideálně s přesností pod 1mm. 
Závislost sevření klepeta na úhlu serva
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Obr. 31 Závislost sevření klepeta na úhlu serva 
 
Nejprve byly vybrány funkce, jejichž průběh se podobá naměřeným datům. Největší 
podobnost byla nalezena s funkcí Sigmoida. 
 
 
Obr. 32 Graf funkce sigmoida 
  
Funkce sigmoida má rozkmit 1, zatímco naměřená data mají rozkmit 28.3, proto je třeba 
funkci násobit hodnotou 28.3. Sigmoida se ke krajním hodnotám přibližuje až 
v nekonečnu, zatímco my potřebujeme, aby se funkce krajním hodnotám přiblížila 
daleko dříve, proto sigmoidu budeme násobit o něco vyšší hodnotou, konkrétně 
hodnotou 29.3. Funkci potřebujeme posunout nad nulu, proto musíme navíc přičíst 2.9. 
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Po vykreslení upravené sigmoidy do grafu bylo viditelné, že sigmoida je příliš strmá, 
proto byl použit parametr s=0.05 a sigmoida byla vykreslena znovu. 
 
Obr. 33 Graf upravené sigmoidy 
 
Tato upravená sigmoida se už naměřeným hodnotám blíží více, proto byl napsán 
jednoduchý Matlab script, který dosazuje různé hodnoty strmosti a posunutí (s krokem 
0.01 u strmosti a krokem 0.1 u posunutí) a pomocí metody nejmenších čtverců hledá 
optimální hodnoty. Nejlepší nalezené parametry jsou vykresleny v grafu níže spolu 
s kompletním zápisem nalezené funkce. 
 
                         Obr. 34 Finální aproximace funkce závislosti sevření klepeta na úhlu serva 
 
Ve finální aproximaci funkce se vyskytuje hodnota -12°. Zřejmě se jedná o nepřesnou 
nulovou polohu serva, proto byla hodnota 12° použita jako odchylka od nulové polohy.    
         Do dalšího grafu byla vykreslena odchylka aproximovaných hodnot od 
naměřených dat.  Z grafu vyplývá, že odchylka nikdy nepřesahuje 1mm, potřebné 
přesnosti tedy bylo dosaženo. 
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Obr. 35 Graf odchylky aproximovaných a naměřených dat 
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Výsledná aproximace funkce tedy je 
9.2
1
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U         [1.28] 
U          - hodnota sevření klepeta 
ζ (zeta) – úhel natočení serva 
ζ0          - úhel odchylky serva od nulové polohy 
 
Ale nejvíce nás zajímá inverzní funkce, protože s její pomocí na základě požadovaného 
sevření klepeta dokážeme určit úhel natočení serva.  
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ζ (zeta) – vypočtený úhel natočení serva 
ζ0          - úhel odchylky serva od nulové polohy 
U          - žádaná hodnota sevření klepeta 
 
1.9 Přímá úloha kinematiky 
1.9.1 Úvod do přímé kinematiky 
Přímá úloha kinematiky umožňuje na základě znalostí úhlů v jednotlivých kloubech 
vypočítat globální souřadnice XGLOB, YGLOB, ZGLOB ze souřadnic XLOC, YLOC, 
ZLOC libovolného lokálního souřadného systému. Přímá úloha kinematiky se také 
využívá v počítačové grafice při renderování animovaných 3D modelů. 
 
Za tím účelem se používají matice homogenní transformace (MHT) ve tvaru 4x4,  kde 
submatice 3x3 definuje aktuální natočení kloubu a subvektor 1x3 (na pravé straně) 
definuje pozici v prostoru. Tyto MHT matice se značí písmenem H.  
 
 





=
10
TR
H          [1.30] 
R – rotační submatice 3x3 
T -  vektor pozice X, Y, Z v nadřazeném souřadném systému   
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Základní rotační a translační MHT matice se vytváří podle následujících vzorců: 
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Lokální souřadný systém reprezentovaný maticí H si můžeme nejsnáze představit jako 
kameru připevněnou ke kloubu, který se může libovolně otáčet a mít i libovolnou pozici 
v prostoru. Řekneme že kamera je nasměrovaná ve směru kladné osy X a vrchní část 
kamery je nasměrovaná v ose Z. Pokud na středu obrazu kamery vidíme předmět P 
přesně ve vzdálenosti 10, můžeme přesnou pozici předmětu P v globálních souřadnicích 
vypočítat pomocí vzorce: 
 
    LOCGLOB PHP ⋅=      [1.32] 
 
V expandovaném tvaru výpočet vypadá takto: 
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Pomocí matic homogenní transformace lze přepočítat globální souřadnici předmětu P 
do lokálního souřadného systému kamery. V tom případě budeme potřebovat inverzní 
matici MHT. 
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Přepočet zpět do lokálního systému kamery je velmi jednoduchý: 
        GLOBLOC PHP ⋅=
−1
     [1.35] 
 
Smyslem tohoto úvodu bylo ukázat pouze hlavní principy přímé úlohy kinematiky, více 
informací o konstrukci MHT matic je v literatuře [3] 
1.9.2 Užití přímé úlohy kinematiky u manipulátoru AL5D 
V této diplomové práce byla pro řízení manipulátoru použita především inverzní úloha 
kinematiky. Přímá úloha kinematiky byla implementována také, ale prakticky byla 
využita téměř výhradně pouze ke kontrolním výpočtům, jestli inverzní úloha kinematiky 
funguje správně – jinak by bylo prakticky nemožné odhadnout, jestli výsledných pět 
úhlů je vypočteno správně nebo ne. 
 
 
Obr. 36 Ilustrační obrázek manipulátoru 
 
1.9.2.1 Výpočet MHT matice podstavce 
Tento výpočet je nejjednodušší, protože výška stojanu l1 leží ve stejné ose, podle které 
rotuje podstavec. Podstavec směřuje vzhůru do osy Z, proto je jasné, že se i translace 
musí provádět podél osy Z. 
 
),0,0()( 101 lTransRotH Z ⋅= α       [1.36] 
α – požadovaný úhel rotace serva v podstavci 
l1 -  výška podstavce 
1.9.2.2 Výpočet MHT matice u ramena J1-J2 
U ramena J1-J2 je možné stanovit orientaci jak podél osy Y, tak podél osy X. Pokud 
nyní zvolíme orientaci podél osy Y, i další ramena pak budou muset používat orientaci 
podél osy Y. Pokud nyní zvolíme orientaci tohoto jednoho ramene podél osy X, musíme 
k úhlu α přičítat ofset 90° a všechna další ramena už také musí být orientovaná podél 
osy X. Pokud bychom nyní měli k dispozici 3D modely jednotlivých ramen za účelem 
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vizualizace a chtěli bychom stejný matematický aparát použít i pro vizualizaci, museli 
bychom se nyní při volbě orientace rameme řídit tím, podél jaké osy jsou všechny 3D 
modely ramen vymodelovány. 
        Zvolíme tedy jednodušší možnost orientace podél osy Y. K dosažení rotace jako na 
obrázku musíme ramenem rotovat kolem osy kolmé na Y, což je X. 
 
)0,,0()( 212 lTransRotH X β=  
β– požadovaný úhel sklonu v prvním kloubu 
l2 -  délka prvního ramene 
1.9.2.3 Výpočet MHT matice u ramena J2-J3 
U ramene J2-J3 je nejjednodušší vybrat stejnou orientaci jako u ramene J1-J2, tím 
pádem výpočet bude podobný 
 
)0,,0()( 323 lTransRotH X γ=  
γ– požadovaný úhel sklonu v druhém kloubu 
l3 -  délka druhého ramene 
1.9.2.4 Výpočet MHT matice u koncového efektoru 
U koncového efektoru je nejjednodušší vybrat si stejnou orientaci u předchozího 
ramene, tj. v ose Y. Koncový efektor se ale liší tím, že umožňuje rotace ve dvou osách – 
sklon efektoru a rotace (krut) efektoru. 
        Pokud chceme dosáhnout správného efektu, musíme nejdříve aplikovat rotaci 
efektoru (tj. krut v os Y a teprve až poté sklon, což je rotace podle osy X). 
 
)0,,0()()( 434 lTransRotRotH XY δε=  
δ– požadovaný úhel sklonu zápěstí s klepetem vůči předchozímu ramenu 
ε– požadovaný úhel rotace klepeta kolem své osy (krut) 
l4 -  vzdálenost konce klepeta od kloubu 
1.9.2.5 Výpočet výsledné MHT matice 
Výsledná matice se vypočítá jako kombinace všech dílčích matic 
 
34231201 HHHHH =  
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2 HARDWARE 
Původní VUT deska není nijak vybavena na připojení kamery OV7670, proto bylo třeba 
navrhnout přídavný hardware, který by tuto kameru umožnil připojit. Proto bylo nutno 
jako první krok analyzovat stávající hardware.  
        Původní VUT deska byla za účelem budoucího rozšiřování vybavena dvěma 
konektory: 
a) paralelní s celkem osmi vstupy/výstupy a několika napájecími napětími 
b) sériový s celkem třemi sériovými linkami (1x RS232, 1xRS485 a 1xRS422) 
 
Obr. 37 Umístění rozšiřujících konektorů na původní desce 
 
 
 
 
 
 
Obr. 38 Zapojení rozšiřujících konektorů 
 
Kamera OV7670 má vyvedeno celkem 16 signálů – tolik  vstupně výstupních pinů zde 
k dispozici není (je k dispozici pouze 8), proto přímé propojení není možné. Jako 
alternativní řešení se nabízí převádět paralelní výstup z kamery na sériový pomocí 
hardwarového převodníku a přijímat data pomocí standartního UART portu.  
        Kamera bude připojena k hlavní desce pomocí kabelu, který musí být dostatečně 
dlouhý, aby bylo možné co nejlépe umístit kameru tak, aby se celá šachovnice vešla do 
zorného pole kamery. Proto bylo počítáno s délkou kabelu 0.5 až 1 m. 
        Takováto délka kabelu potenciálně znamená velké zkreslení dat, zvláště pokud je 
plánováno přenášet data velkou přenosovou rychlostí v řádu stovek kilobajtů až 
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megabajtů za sekundu. Kamera OV7670 generuje TTL signály, které při takto velké 
přenosové rychlosti snadno podléhají rušení. Proto byly navrženy a vyrobeny desky 
dvě: 
• Pomocná deska nacvaknutá na sériový a paralelní port VUT desky zároveň, 
která signály ze dvou samostatných konektorů slučuje do jednoho 26 pinového 
konektoru, do kterého se přes až 1 m dlouhý plochý kabel připojuje deska 
paralelně-sériového převodníku. 
• Deska paralelně-sériového převodníku, která bude přímo připojena ke kameře a 
obrazová data se budou přenášet sériově přes RS485 sběrnici. Méně důležité 
signály (např. RESET kamery a signál PWDN) se přes kabel přenáší jako 
původní TTL úrovně. 
 
První deska se připojuje přímo na dva konektory původní VUT desky. Hlavními úkoly 
této pomocné desky je: 
• Sloučit sériový port a paralelní port původní VUT desky do jednoho portu, který 
obsahuje všechny signály. 
• Přidává devítipinový Canon konektor za účelem připojení původní desky k PC 
pomocí sériového portu. Sériový port není nezbytně nutný pro hraní dámy, 
používá se především k odesílání ladících informací do PC.  
• Indikuje komunikaci s PC pomocí zelené a červené LED (zelená LED = příchozí 
data, červená LED = odchozí data)  
 
 
Obr. 39 Náhled na schéma desky s porty 
 
Za účelem zvýšení spolehlivosti přenosu byl zvolen 26-pinový konektor i když počet 
přenášených signalů je poloviční. Každý druhý pin je uzemněn, čímž by se signály měly 
méně navzájem ovlivňovat. Pro toto zapojení byla navržena i deska plošného spoje, tato  
deska byla realizována a používána po celou dobu vývoje firmware. 
2.1 Paralelně-sériový převodník 
Hlavním cílem bylo navrhnout takové připojení kamery, aby čtení dat neznamenalo 
100%-ní vytížení procesoru a procesor se mezitím mohl věnovat i něčemu jinému. Proto 
hlavním cílem bylo převodník navrhnout tak, aby používal standartní sériový protokol a 
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bylo možné data příjímat přes UART bez účasti jádra procesoru a příchozí data aby byl 
oznamována příchodem signálu přerušení.  
 
 
Obr. 40 Sériový protokol 
 
Podle standardu je v klidovém stavu na sériové lince hodnota log. 1. Sestupná hrana 
Start bitu (log.0) slouží k synchronizaci odesílatele a příjemce, následuje osm datových 
datových bitů, následovaných paritou (kontrolním součtem všech bitů) dále musí 
následovat jeden nebo dva stop bity (log.1).  
2.2 Návrh zapojení 
Na převod dat z paralelního do sériového je určen obvod 74HC166. Jedná se o 8-bitový 
posuvný registr se sériovým výstupem a paralelním vstupem. Obvod má kromě 
datových vstupů a jednoho výstupu signály CLK a LOAD/SHIFT, kde je nutno každou 
hodnotu nejdříve nutno načíst z paralelního vstupu a pak je nutno 8 pulzů CLK, aby se 
na výstup postupně promítlo všech osm bitů. 
       Jako první krok bylo nutno podrobně přečíst datasheet kamery OV7670, jestli tato 
kamera dokáže sama o sobě vygenerovat signály, které potřebuje integrovaný obvod 
74HC166.  
 
 
Synchronizační signály kamery OV7670 
Signál Význam 
VSYNC Krátký kladný pulz označuje začátek snímku 
HREF Nástupná hrana označuje začátek řádku, sestupná konec řádku 
PCLK Náběžná hrana označuje platná data na paralelní sběrnici 
XCLK Vstup externích hodin 
Tab. 9 Synchronizační signály kamery OV7670 
 
 
  Obr. 41 Průběh signálů horizontální a vertikální synchronizace 
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Bylo zjištěno, že kamera obsahuje nastavitelnou děličku kmitočtu (registr CLKRC), 
pomocí které se ze signálu XLCK získává signál PCLK. Změnou tohoto registru lze 
změnit časování signálu PCLK vůči signálu XCLK.  
 
Registr CLKRC 
Číslo bitu Význam 
7 Rezervováno 
6 Přímé použití externích hodin 
5:0 Hodnota předděličky 0 - 31 
    Tab. 10 Význam bitů registru CLKRC 
 
V datasheetu se uvádí, že hodnota předděličky 0-31 znamená dělící poměr 1-32x. Na 
osciloskopu bylo naměřeno něco jiného – hodnota předděličky 0-31 ve skutečnosti 
znamená dělící poměr 2-64x. 
        Změnou hodnoty předděličky hodinového signálu časování signálů kamery 
můžeme dosáhnout tohoto časování signálů:   
• Náběžná hrana signálu PCLK označí platnost dat na paralelním portu 
• Během stavu log.1 signálu PCLK hodiny zakmitají 10x (lze vyslat start bit + 
osm bitů + stop bit) 
• Běham stavu log.0 na paralelním portu nejsou platná data, sériový výstup bude 
v klidovém stavu (tzn. zároveň se vygeneruje i druhý stop bit). 
 
 
Obr. 42 Průběh signálů po nastavení předděličky 
 
Na základě tohoto časování signálů už lze vygenerovat potřebné řídící signály potřebné 
pro obvod 74HC166.  
2.3 Schéma zapojení 
Schéma zapojení využívá změněné časování signálů, proto po každém restartu je 
nejdříve třeba přes I2C změnit hodnotu předděličky hodinového signálu, aby tento  
převodník začal fungovat správně. 
        Kamera nemá svůj vlastní zdroj hodinového signálu, proto na desku převodníku 
musel být přidán krystalový oscilátor. Schéma oscilátoru bylo převzato z datasheetu 
74HC14. Tento signál vstupuje do kamery jako signál XCLK.  
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¨ 
Obr. 43 Krystalový oscilátor 
 
Pro samotný převod na sériovou sekvenci bitů se používá obvod 74HC166. Log.0 
přivedená na vstupu H způsobuje korektní generování start bitu, bity 0 až 6 jsou 
připojeny na vstupy A až G a bit D7 je připojen na sériový vstup, tzn. při prvním 
posunutí se bit 7 načte s paralelního portu kamery do posuvného registru. 
 
Obr. 44 Část schématu s obvodem 74HC166 
        Vygenerování start bitu a stop bitu je zajištěno pomocí hradla OR. Díky tomuto 
hradlu bude na výstupu převodníku log. 1 po dobu, kdy je signál PCLK ve stavu log.0 
nebo signál VSYNC ve stavu log. 1. Z důvodu nedostatku místa a snahou dosáhnout 
jednoduššího plošného spoje bylo hradlo OR vytvořeno z diod a pull-down rezistoru. 
        Tento převodník by v ideálním případě potřeboval nastavit dělící poměr mezi 
PCLK a XCLK na hodnotu 1:9. To bohužel není možné, proto se nejvyšší bit 7 pošle 
dvakrát (tj. místo prvního stop bitu se znovu vyšle bit 7). 
        Signál VSYNC je příliš krátký, proto po příchodu signálu přerušení od UART už 
je dávno pryč. Proto musel být přidán monostabilní klopný obvod, který signál 
prodlouží až do doby příchodu signálu od UART portu, tj. až na délku minimálně 
150ms. 
 
Obr. 45 Monostabilní klopný obvod 
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Po dobu trvání VSYNC signálu se přes tranzistor T1 nabíjí kondenzátor C1. Při 
vstupním proudu 1 mA přes rezistor R1 a zesílení tranzistoru 400 se kondenzátor nabíjí 
proudem až 400mA, proto se kondenzátor C1 nabije velmi rychle a výstup invertoru 
přejde do stavu log. 0.  Kondenzátor C2 slouží jako zásoba náboje, kterým se má 
předejít poklesu napětí v okolních obvodech při nabíjení kondenzátoru C1. Po rozepnutí 
tranzistoru T1 se kondenzátor C1 vybíjí přes rezistor R4. Po poklesu napětí pod spínací 
úroveň Schmittův invertor skokově rozepne a výstup invertoru přejde do stavu log. 1  
        Takto postavený převodník s kamerou OV7670 funguje, ale po přijetí každého 
bajtu je třeba nulovat flag ParityError. 
        Převodník byl testován s VUT deskou. Rychlost 2MBd/s je i na ARM Cortex dost 
vysoká, proto s obrazovými daty nelze provádět v reálném čase složité operace- 
v obsluze přerušení je třeba data pouze co nejrychleji uložit, aby nedocházelo 
k zahazování dat nevyzvednutých z UART FIFO a jakékoli další operace je nutno dělat 
mimo obslužnou rutinu přerušení. 
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3 NÁVRH FIRMWARE 
3.1 Vývojové prostředky 
Úloha Robotického hráče dámy obnáší řadu složitých dílčích problémů jako umělou 
inteligenci, zpracování obrazu, plánování trajektorie nebo přímá a inverzní úloha 
kinematika. Takovéto komplexní problémy je výhodnější řešit pomocí tříd, protože C++ 
proti C navíc nabízí: 
• možnost zapouzdření dat a metod do uzavřených objektů, tzn. v případě potřeby 
lze změnit mechanismy, jak třída uvnitř pracuje bez nutnosti měnit ostatní 
navazující části firmware 
• možnost přetypování matematických operátorů + - * / i dalších operátorů <, >, 
zvláště u matematických operací umožňuje pohodlnější formu zápisu – např. 
násobení matic (dvou objektů m1 a m2) pak lze pak jednoduše zapsat jako 
m1*m2 
• možnost používání šablon – například lze napsat obecný algoritmus řazení jako 
šablonu, do které pak můžeme jako parametr vložit datový typ, který chceme 
řadit 
• možnost používat některý z testovacích frameworků implementovaných v C++ 
např. CppTest, GoogleTest nebo MiniCPPUnit 
 
Proto byl jako programovací jazyk zvolen C++ a byl použit pro programování všech 
komponent systému. Jako vývojové prostředí byly zvoleny: 
• Keil µVision 4 (Tools by ARM) – používá se pro kompilaci firmware pro 
mikrokontroler NXP  LPC1756 na bázi architektury ARM Cortex včetně ladění 
software běžícího přímo na čipu přes JTAG rozhraní. Výhodou prostředí je, že 
kompilátor C++ je standartní součástí prostředí bez nutnosti instalovat jakýkoli 
další tool od třetí strany. 
• Microsoft Visual Studio 2008     - používá se pro kompilaci automatických testů 
jako konzolové aplikace pro Windows. Většina knihoven (například maticové 
výpočty, přímá a inverzní kinematika) není nijak závislá na konkrétním 
hardware mikrokontroleru, proto minimálně 80% zdrojových kódů bylo 
odladěno v prostředí Microsoft Visual Studio pomocí automatických testů, kde 
bylo možné využít výhodu Visual Studia, že umí během krokování 
překompilovat modifikovaný zdrojový kód bez nutnosti přerušit ladění 
programu a umí lépe detekovat zápis dat mimo rozsah pole 
 
 56
3.2 Rozčlenění do projektů  
Při vývoji byla použita dvě různá vývojová prostředí, některé projekty byly vyvíjeny 
pouze ve Visual Studiu, některé v Keil µVision a jedna knihovna CommonClasses je 
používána v obou prostředích zároveň 
 
Obr. 46 Rozdělení do projektů 
 
Knihovna CommonClasses je používána v obou prostředích, proto používá jen základní 
datové typy definované ve standardu ANSI C. 
 
Další části projektu jsou: 
• Firmware - hlavní projekt určený pro řídící desku manipulátoru 
• NXP Library - knihovna v jazyce C pro nastavování parametrů různých 
periferií bez nutnosti znát podrobně registry mikrokontroleru 
• Coocox CoOS – operační systém reálného času, který je k dispozici zdarma 
včetně zdrojových kódů 
• UnitTests.exe – umožňuje spouštění automatických testů ve formě konzolové 
aplikace běžící v systému Windows 
• OvladaniManipulatoru.exe – ruční ovládání a kalibrace manipulátoru 
 57
• Dama.exe – aplikace pro Windows napsaná v jazyce C# umožňuje hrát proti 
počítači dámu. Nemá vůbec žádný vztah k šestiosému manipulátoru, jedná se 
pouze o test funkčnosti tříd umělé inteligence. 
• DamaAI.dll – dynamická knihovna, která zpřístupňuje C# aplikaci třídy pro 
umělou inteligenci z knihovny CommonClasses.lib 
3.3 HardwareDriver 
3.3.1 Úvod 
Veškerý přístup k hardware, tj. I/O portům, UART portům, kameře apod. je zajištěn 
pomocí specializované třídy, která navenek používá pouze standartní ANSI C datové 
typy. Cílem nebylo vytvořit co nejuniverzální třídu pro přístup k co nejvíce periferiím, 
ale pouze k těm periferiím, které se opravdu používají: 
• 8 vstupně výstupních portů 
• Jeden UART pro příjem dat z kamery 
• Druhý UART port pro komunikaci s PC 
• I2C port pro změnu nastavení parametrů kamery 
• 4LED 
• 1 Timer 
• Zálohovací registy RTC obvodu 
 
Na základě těchto skutečných potřeb byl navržen interface IHardwareDriver. 
 
 
Obr. 47 Obecný interface pro přístup k hardware 
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Interface obsahuje všechny skutečně potřebné funkce pro přístup k hardware. Hlavní 
výhodou takového přístupu je, že lze vytvořit více než jednu implementaci. Konkrétní 
implementace je vytvořena ve vstupním funkci main(). 
  
Takto vypadá vstupní bod projektu Firmware. 
 
int main(void) 
{        
    driver = new LPC17xxHardwareDriver();       
    CoInitOS();                         
    CoCreateTask (InitTask, lpc17xxDriver, ...); 
    CoStartOS(); 
    while (1);     
} 
 
Modifikací vstupního bodu – změnou jedné řádky tak lze vytvořit instance jiné třídy, 
která místo čtení dat ze skutečných periferií bude generovat testovací sekvenci dat.  
 
int main(void) 
{        
    simulatedHardware = new SimulatedHardwareDriver();       
    CoInitOS();                         
    CoCreateTask (InitTask, simulatedHardware, ...); 
    CoStartOS(); 
    while (1);     
} 
3.3.2 GPIO porty 
VUT deska má vyvedeno 8 vstupně/výstupních portů pro obecné použití. 
Mikrokontroler umí i ethernet rozhraní – za tím účelem lze některé IO piny přepnout na 
funkci signálů ethernet rozhraní – podle datasheetu jsou to piny: 
 
P1.0 ENET_TXD0 
P1.1 ENET_TXD1 
P1.4     ENET_TX_EN 
P1.8     ENET_CRS 
P1.9     ENET_RXD0 
P1.10   ENET_RXD1 
P1.14   ENET_RX_ER 
P1.15   ENET_REF_CLK 
 
Kvůli možnosti zapnout Ethernet rozhraní tedy na osmibitový paralelní port (VUT 
desky) nebyly vyvedeny např. porty P1.0 až P1.7, ale osm pinů zmíněných výše. Proto 
HardwareDriver toto nelogické číslování koriguje a proto metody GPIO_Read a 
GPIO_Write jako číslo GPIO pinu vyžadují číslo v rozsahu 0..7. Podle schématu Desky 
s porty se vstupy/výstupy inicializují takto: 
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GPIO0 – vstup (signálu VSYNC150N) 
GPIO1 – vstup (signály VSYNC150) 
GPIO2 – výstup (signálu SIOC) 
GPIO3 – výstup (signálu SIOD) 
GPIO4 – vstup (signálu HREFN) 
GPIO5 – vstup (signálu HREF) 
GPIO6 – výstup (signálu PWDN) 
GPIO7 – výstup (signálu RESET) 
3.3.3 LED 
Podle schématu VUT deska obsahuje celkem čtyři LED. Hardware driver je umožňuje 
rozsvicovat a zhasínat pomocí indexů 1..4 (tedy pomocí stejného čísla jako ve 
schématu). 
3.3.4 UART 
VUT deska obsahuje tři sériová rozhraní: 
• Rozhraní RS232 připojené k UART3 
• Rozhraní RS422 připojené k UART2 
• Rozhraní RS485 připojené k UART1 
Inicializují se pouze dva porty: 
• UART3 na rychlost 57600Bd 
• UART2 na rychlost 2000000Bd 
 
UART2 začal fungovat na tak vysoké rychlosti teprve až po změně nastavení 
předděličky základní frekvence na poměr 1:1 místo původního poměru 1:4. Příjem dat 
na tak vysokém baud rate funguje z hardwarového hlediska perfektně, ale 
z softwarového hlediska už začíná být problém data dostatečně rychle vyzvedávat 
z FIFO. 
3.3.5 I2C 
Kameru bylo možné připojit pouze k takovým pinům, které neumožňují přepnout na 
funkci I2C rozhraní, proto bylo nutné I2C protokol implementovat softwarově pomocí 
obyčejných vstupně výstupních pinů. 
3.3.6 OV7670 
Tyto funkce implementují kompletní zpracování dat z kamery OV7670 včetně převodu 
pixelů do stupňů šedi. 
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3.3.7 PWM 
Manipulátor je připojen přes 6 hardwarových PWM kanálů. Na základě požadovaného 
úhlu -90 až 90° nastaví střídu zvoleného PWM kanálu na odpovídající hodnotu.  
 
3.3.8 Backup Registers 
RTC (hodiny reálného času) dávají k dispozici 5 32-bitových baterií zálohovaných 
registrů pro všeobecné použití. Bohužel na VUT desce není žádná zálohovací baterie, 
proto se po odpojení napájecího napětí obsah registrů ztratí. 
3.3.9 Timer 
K dispozici jsou až tři timery, firware aktuálně využívá pouze jeden timer 100 Hz 
k synchronizaci času při provádění G-kódu 
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3.4 Rozdělení firmware do tasků 
Firmware byl koncipován do tří tasků běžících nezávisle na sobě: 
1. task pro zpracování a vyhodnocení stavu šachovnice z obrazu kamery  
2. task umělé inteligence –výběr nejlepšího tahu a naplánování pohybu. 
3. task vykonání naplánovaného pohybu pomocí G-kódu 
Po účely ladění, zjišťování aktuálního stavu tasků a možnosti měnit nastavení ostatních 
tasků existuje ještě další task: 
4. ladicí task – umožňuje ručně ovládat manipulátor, měnit kalibraci různých 
parametrů používaných ostatními tasky (např. kalibrace rozpoznání obrazu 
šachovnice, kalibrace rozměrů šachovnice a hodnoty prahů pro bílé a černé 
kameny)¨ 
 
Obr. 48 Rozdělení na tasky 
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3.4.1 Task zpracování obrazu 
První task slouží ke zpracování obrazu z kamery. Task provádí filtraci obrazu filtrem 
5x5 za účelem snížení vlivu šumu a na základě dříve provedené kalibrace pomocí 
prahování hledá v obraze kameny na šachovnici. 
        Algoritmus aplikace filtru 5x5 nejdříve zkontroluje, jestli všechna data potřebná 
k vyfiltrování jednoho řádku jsou k dispozici v obrazové cache. Pokud ne, algoritmus 
zažádá o konkrétní obrazový řádek a provádění algoritmu se pozastaví, dokud se 
obslužná metoda přerušení UART portu nenačte data z kamery do předpřipraveného 
bufferu. S daty načtenými v cache se algoritmus opět rozběhne a na základě prvních pěti 
řádek se vypočítá první řádek vyfiltrovaného obrazu. Pokud tento řádek obsahuje pixely 
odpovídající středu některého ze šachových polí, na tyto pixely se použijí prahové 
hodnoty. Tyto operace se opakují, dokud se nezpracují všechny obrazové řádky 
z kamery. 
        Pozice středů jednotlivých šachových polí se používá třída 
CheckboardImageRecognition. Před hrou samotnou je třeba provést kalibraci pomocí 
software pro PC.  
 
 
Obr. 49 Třída CheckboardImageRecognition 
 
Po kalibraci na PC je třeba kalibrační data poslat řídící desce manipulátoru. Firmware 
už je poté schopen určit, na kterých pixelech je třeba provést algoritmus prahování. Po 
aplikaci filtru a prahování je výsledkem nový stav šachovnice, který je reprezentován 
jako pole bajtů o délce 64. Index 0 odpovídá políčku A1 a index 63 odpovídá políčku 
H8.  
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Obr. 50 Příklad  reprezentace výchozího stavu šachovnice 
 
Význam jednotlivých hodnot v poli je: 
0  - pole neobsazené žádným kamenem 
1 - pole obsazené bílým kamenem 
2 - pole obsazené černým kamenem 
3 - pole obsazené bílou dámou 
4 - pole obsazené černou dámou 
 
Princip prahování neumožňuje rozlišit mezi obyčejným kamenem a dámou, proto do 
funkce rozpoznání vstupuje i předchozí stav šachovnice. Porovnáním předchozího a 
nového stavu se určí, které kameny byly už dříve proměněny na dámu. Dále se 
zkontroluje, zda se kámen bílého hráče nachází v poslední řadě (nebo u černého první 
řadě)- pak algoritmus změní obyčejný kámen na dámu.  
        Tato funkce rozlišuje i kdo provedl poslední tah. Výsledkem funkce rozpoznání 
obrazu  tedy je stav šachovnice a navíc kdo provedl poslední tah ve srovnání 
s posledním známým stavem šachovnice.  
 
                                                                   RecognitionResult 
Hodnota Význam 
Recognition_NoTurn Nerozpoznán žádný tah 
Recognition_WhiteTurn Detekován tah bílého (tj. jeden bílý kámen zmizel a objevil se jinde) 
Recogntion_BlackTurn Detekován tah černého (tj. jeden černý kámen zmizel a objevil se jinde) 
Recognition_Error Detekována neznámá chyba v rozpoznání obrazu 
Recognition_DoubleTurnBoth Detekován tah dvěma různými kameny u obou hráčů 
Recognition_DoubleTurnBlack Detekován tah dvěma různými kameny u černého hráče 
Recognition_DoubleTurnWhite Detekován tah dvěma různými kameny u bílého hráče 
Tab. 11 Významy hodnot výčtového typu RecognitionResult 
 
Protože se čeká na tah bílého protihráče (manipulátor totiž vždy hraje černými kameny), 
očekávaným výsledkem je výčtová hodnota Recognition_WhiteTurn. Pokud je 
výsledkem hodnota Recognition_NoTurn, vrací se algoritmus zpracování obrazu na 
úplný začátek a čeká se na další snímek. 
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        Pokud je výsledkem hodnota Recognition_WhiteTurn, je nový stav šachovnice ve 
formátu pole bajtů 64x1 vložen do CheckboardMailboxu, odkud si ho vyzdvedne task 
umělé inteligence. 
        Task zpracování obrazu je výkonostně nejnáročnější ze všech tasků, protože je 
nutno v reálném čase zpracovávat data přicházející z kamery průměrnou rychlostí 
1Mb/s. S příchozími daty se provádějí poměrně náročné operace jako vyfiltrování a 
převod z barevného obrazu do stupňů šedi. 
        Toto zatížení procesoru se projevovalo tak, že výpočty parametrů u G-kódu 
(příprava parametrů pohybu předcházející samotnému pohybu) trvaly několika násobně 
déle, než je obvyklé, samotná interpolace v reálném čase plynulá byla. 
        Proto byl udělán krok ke snížení zátěže procesoru - po rozpoznání jednoho snímku 
se kamera vypne a znovu se zapne teprve až když je detekováno, že po dobu jedné 
sekundy není vykonáván žádný G-kód. 
3.4.2 Task umělé inteligence 
Druhý task periodicky kontroluje, zda je přítomen nový stav šachovnice 
v CheckboardMailboxu. Po vyzvednutí nového stavu šachovnice se aplikuje algoritmus 
Minimax, jehož výsledkem je tah, u kterého je zaručený nejvyšší zisk hráče a zároveň 
nejnižší zisk protihráče za předpokladu, že protihráč nedělá chyby.Výsledkem algoritmu 
Minimax je datová struktura CheckersMove. 
 
Obr. 51 Datová struktura CheckersMove 
 
Tato datová struktura obsahuje informace: 
• Původní pozice kamene OldX, OldY 
• Novou pozici kamene NewX, NewY 
• Barvu kamene 
• Zda kámen je nebo není královnou 
• Skóre, tzn. výhodnost tahu pro hráče snížená o výhodnost tahu pro protihráče 
• Max. 8 mezitahů – pokud hráč přeskočí dva soupeřovy kameny, vyžaduje to 
jeden mezitah (jeden skok mezi soupeřovy kameny). Tato informace je nutná 
pro vykonání samotného pohybu manipulátoru a dále pro určení toho, které 
konkrétní kameny mají být soupeři odebrány v případě, že lze tah vykonat více 
způsoby (např. tah z pole C1 na C3 lze vykonat více způsoby – přes pole B2 
nebo přes pole D2) 
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Tato datová struktura tedy zahrnuje kompletní jeden tah včetně všech meziskoků mezi 
soupeřovými kameny a podle těchto informací lze jednoznačně určit všechny potřebné 
pohyby manipulátoru.  
 
K vygenerování G-kódu potřebujeme znát přesnou geometrii šachovnice. Přesná 
geometrie šachovnice je uložena v instanci třídy CheckboardCalibration. 
 
Obr. 52 Třída CheckboardCalibration 
 
Rozměr a orientace šachovnice je jednoznačně dána pomocí souřadnic středů rohových 
políček šachovnice. Metoda GetWorldPosition pro jakékoli pole vrací 3d souřadnici 
pole -při požadavku na najetí nad pole A1 se použijí přímo souřadnice a1x a a1y a z, 
podobně je to i pro pole A8, H1 a H8. Při požadavku najet nad jakékoli jiné pole metoda 
provede lineární interpolaci. Interpolace zvládá i jakýkoli kosoúhlý tvar, např. 
lichoběžník. 
        Na základě známých souřadnic jednotlivých políček se vygeneruje G-kód, který 
provede tah i odstraní nepotřebné kameny ze šachovnice. Třída generuje tři různé 
sekvence G-kódu za třemi různými účely: 
 
• WaitCommand – tento G-kód pohne manipulátorem zhruba do výšky 10 cm nad 
krajem šachovnice nejblíže manipulátoru. Lidský hráč dámy často vykazuje 
podobné chování – zvedne ruku a přemýšlí nad dalším tahem. Zde hlavním 
účelem je, aby na sebe manipulátor upozornil ještě před tím, než sáhne do 
prostoru šachovnice a začne hýbat kameny. Typický WaitCommand vypadá 
takto: 
G0 X0 Y120 Z100 
M30 
V této vyčkávací pozici manipulátor vyčká sekundu a pak přijde na řadu další 
sekvence, tj. MoveCommand 
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• MoveCommand – v případě, že pole A1 má 3D souřadnice [-77,240,-10], 
bezpečná výška je 30, velikost kamene je 22 a chceme kámen přesunout na pole 
B2 se souřadnicemi [-57, 220,-10], může G-kód pro MoveCommand vypadat 
takto: 
G0 X-77 Y240 
Z30 
G1 Z-10 F10000 
G0 U19 
Z30 
X-57 Y220 
G1 Z-10 
G0 U30 
Z30 
M30 
• ParkCommand – přesune manipulátor do polohy, ve které nebude nijak překážet 
nad šachovnicí. Tato poloha není nijak závislá na skutečné geometrii 
šachovnice. 
 
Pohyb i odstranění kamenů ze šachovnice provádí MoveCommand. Třída 
CheckboardCalibration přímo neobsahuje žádná data o tom, kam se mají odkládat 
nepotřebné kameny. Algoritmus pro odstraňování kamenů počítá s tím, že po pravé 
straně šachovnice (z pohledu manipulátoru) je volný prostor, kam lze kameny odkládat. 
        Počítá se tedy s tím, že lidský protivník bude soupeřovy odebrané kameny odkládat 
na svou pravou stranu šachovnice, zatímco manipulátor bude odebrané kameny 
odkládat na svou pravou stranu šachovnice. Od lidského protivníka není vyžadován 
žádný specifický způsob odkládání odebraných černých kamenů.  
 
 
Obr. 53 Odkládací prostor 
 
Problematika přeměny kamene na dámu (např. při pohybu z B2 na A1) byla vyřešena 
tak, že manipulátor nejprve umístí na pole A1 některé ze soupeřových odstraněných 
bílých kamenů a teprve pak přesune černý kámen z pole B2 na pole A1. Černý kámen 
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se v takovém případě musí položit zhruba o 6 mm výše než normálně (na 6 mm je 
nastaven parametr stoneHeight). 
        Všechny vygenerované G kódy se postupně odešlou do GCodeMailboxu a task 
dále vyčkává na příchod dalšího nového stavu šachovnice do CheckboardMailboxu. 
3.4.3 Task provádění G-kódu 
Třetí task periodicky kontroluje přítomnost dat v GCodeMailboxu. Po příchodu dat se 
nejdříve předpočítají všechny parametry pohybu a během pohybu samotného už se 
provádí pouze jednoduchá lineární interpolace. 
        O výpočet všech parametrů pohybu i lineární interpolaci se stará třída 
GCodeController. Třída dokáže načíst G-kód z textového řetězce. Podle obsahu řetězce 
se vytvoří potřebný počet instancí třídy GCodeCommand, které reprezentují jednotlivé 
příkazy. 
        Jeden GCodeCommand obvykle představuje jeden úsek trajektorie, na kterém se 
pohyb lineárně zrychluje z dané počáteční rychlosti až na žádanou rychlost a ke konci 
úseku se zpomaluje na žádanou koncovou rychlost. 
 
 
Obr. 54 GCodeController 
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Metoda LoadCommand nejdříve načte G-kód ze stringu. Načítání probíhá v několika 
krocích: 
• naparsují se všechny příkazy a vytvoří se instance objektů GCodeCommand 
• pro všechny body trajektorie se určí souřadnice X, Y, Z, A, B, C, U, V,  a W  
• pro všechny úseky se stanoví počáteční, maximální a koncové rychlosti 
• pro všechny úseky se stanoví časy trvání pohybu pro úsek zrychlování, úsek 
úsek konstantní rychlosti i úsek zpomalování- tím se získají všechny parametry 
nutné pro lineární interpolaci v reálném čase. 
Interpolace souřadnic v reálném čase je vykonávána třídou GCodeCommandExecutor. 
Každá instance třídy GCodeCommand obsahuje celkem devět instancí této třídy. 
 
 
Obr. 55 Třída GCodeCommandExecutor 
 
Třída GCodeCommandExecutor obsahuje parametry pro interpolaci v reálném čase: 
• startCoord   - počáteční souřadnice 
• endCoord  - koncová souřadnice 
• startSpeed  - počáteční rychlost 
• startAcceleration  -  akcelerace na začátečním úseku 
• maxSpeed  - konstatní rychlost na prostředním úseku  
• endSpeed  - koncová rychlost 
• endAcceleration -  akcelerace na koncovém úseku (většinou stejná  
hodnota, ale opačné znaménko, než má hodnota 
startAcceleration). 
• risingEdgeTime - čas potřebný pro akceleraci na rychlost maxSpeed 
• risingEdgeLength - délka dráhy nutné pro akceleraci 
• durationTime  - čas, po který bude udržována konstatní rychlost  
     maxSpeed 
• durationLength - délka dráhy, na které bude udržována konstantní  
rychlost 
• fallingEdgeTime - čas potřebný pro zpomalení na koncovou rychlost 
• fallingEdgeLength - délky dráhy potřebné ke zpomalení na koncovou  
rychlost 
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Všechny vyjmenované parametry jsou vždy nastavovány jednou z metod třídy 
GCodeCommandExecutor: 
• CalculateMovementParams  - vstupními parametry jsou: 
o oldCoord - aktuální poloha  
o newCoord - nová žádaná poloha 
o startSpeed - počáteční rychlost 
o maxSpeed - konstantní rychlost na prostředním úseku 
(nemusí být nutně nejvyšší ze všech) 
o endSpeed - koncová rychlost pohybu 
• SlowDownMovement-  vstupním parametrem je: 
o timeFrame - nový žádaný čas trvání pohybu – existující  
    parametry pohybu se upraví tak, aby se čas 
    trvání pohybu prodloužil na hodnotu  
    timeFrame 
Samotná interpolace souřadnic v reálném čase probíhá 100x za sekundu. Interpolují se 
3D souřadnice koncového efektoru, proto je nutné souřadnice převést na úhly 
v kloubech pomocí inverzní úlohy kinematiky.  
 
Obr. 56 Třída AL5D_Kinematics 
 
Přímá i inverzní úloha kinematiky je implementována v třídě AL5D_Kinematics. Úhly 
v kloubech jsou reprezentovány úhly α, β, γ, δ, ε, ζ, souřadnice ve 3d prostoru jsou 
reprezentovány pomocí hodnot X, Y, Z, A, B, C, U, navíc je vyžadován i parametr 
ToolLength. 
        Výsledné úhly z úlohy inverzní kinematiky jsou ještě korigovány třídou 
AL5D_Calibration. Hlavním účelem třídy je korigovat mechanické nedokonalosti 
manipulátoru, aby se skutečný náklon ramen co nejvíce blížil požadovaným hodnotám. 
 
 
Obr. 57 Třída AL5D_Calibration 
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Podle zkorigovaných hodnot úhlů je pak nastavena střída signálu u všech PWM kanálů. 
Přesné frekvence 100Hz se dosahuje pomocí hardwarového timeru 
 
3.4.4 Ladící task 
Čtvrtý task přijímá data z PC přes sériový port. Ladící umožňuje: 
• Přímo ovládat jednotlivá ramena, tj. přímo ovládat PWM výstupy 
• Pomocí inverzní kinematiky ovládat robota v pravoúhlých souřadnicích 
• Překalibrovat pozice políček na šachovnici 
• Překalibrovat parametry algoritmu rozpoznávání stavu šachovnice 
• Uložit do GCodemailboxu libovolný G-kód. Tím se začne G-kód okamžitě vykonávat 
• Uložit do CheckboardMailboxu libovolný nový stav šachovnice. Tím se spustí 
algoritmus hledající nejlepší tah jako odpověď na tento nový stav šachovnice. 
 
Task naslouchá na portu UART3 a průběžně hledá text „<Command” označující 
začátek příkazu a text „</Command>” označující konec příkazu. Pokud tuto začáteční a 
koncovou značku najde, tento text včetně počáteční a koncové značky se předá objektu 
XmlDoc. 
       Objekt XmlDoc je používán výhradně ladícím taskem, ostatní tasky XML formát 
nijak nevyužívají a využívají standartní binární datové struktury. XML data se používají 
výhradně pro komunikaci s ladící aplikací běžící na PC, kde byl upřednostněn snadno 
čitelný XML formát před špatně čitelným binárním formátem. 
        Ladící task v principu není pro správnou funkci robotického hráč vůbec nutný, 
pokud by všechny objekty pro kalibraci šachovnice a kamery obsahovaly správné 
výchozí hodnoty.  
 
Všechny příkazy musí být ve tvaru: 
<Command Name=”NázevPříkazu“> 
…parametry příkazu... 
</Command> 
 
Celkem je podporováno ladící příkazů v XML formátu: 
• CheckboardStateChanged - vloží stav šachovnice do CheckboardMailboxu 
• DoGCode   - vloží G-kód do GCodeMailboxu 
• GetAnglePosition  - vrátí aktuální úhly ramen 
• GotoAnglePosition  - nastaví úhly v kloubech na dané hodnoty 
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• GetWorldPosition  - vrátí aktuální 3d souřadnici koncového efektoru 
• GotoWorldPosition  - najede na 3d souřadnici (jednorázový zápis do  
      PWM registrů) 
• GotoCheckboardPosition - najede nad vybrané pole šachovnice  
      (jednorázový zápis do PWM registrů) 
• DoAngleCalibration  - změní kalibraci úhlů podle zadaných hodnot 
• DoCheckboardCalibration - změní 3d souřadnice rohů šachovnice 
• DoCameraCalibration  - změní 2d souřadnice polí šachovnice v  
      obrazových datech kamery 
• CameraScanLine  - načte z kamery jeden obrazový řádek 
 
3.4.5 Realizace přímé úlohy kinematiky 
Přímá i inverzní úloha kinematiky konkrétně pro manipulátor Lynxmotion AL5D je 
realizována třídou AL5D_Kinematics, obecnější principy přímé kinematiky jsou 
realizovány ve třídě JointMatrix. 
 
 
Obr. 58 Třída JointMatrix 
 
Třída JointMatrix dědí matici Matrix4 (matice 4x4) a přidává další metody specifické 
pouze pro matice kloubů: 
• Rotate(enum rotationOrder, float alfa, float beta, float gama) – k aktuální matici 
4x4 přinásobí rotační matici s libovolným pořadím rotací XYZ, XZY... ZYX. 
• Translate(float X, float Y, float Z) – k aktuální matici přičte posunutí X Y Z 
• SetAngles – nastaví matici podle Eulerových úhlů pro libovolné pořadí rotací os 
• GetAngles – z matice zpětně vypočte Eulerovy úhly 
• Tranform   - transformování bodu nebo vektoru z lokálních do globálních 
souřadnic 
• Invert - zjednodušená inverze matice vycházející z vlastnosti TRR =−1  
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Příklad realizace úlohy přímé kinematiky pomocí matice JointMatrix: 
 JointMatrix matrix; 
 matrix.Rotate(ROTATE_ZYX, 0.0f, 0.0f, -alfa+FL_HALFPI);                 
 matrix.Translate(0.0f, 0.0f, BaseHeight); 
 matrix.Rotate(ROTATE_ZYX, 0.0f, beta, 0.0f); 
 matrix.Translate(0.0f, 0.0f, ForeArmLength);  
 matrix.Rotate(ROTATE_ZYX, 0.0f, -gama, 0.0f); 
 matrix.Translate(ArmLength, 0.0f, 0.0f); 
 matrix.Rotate(ROTATE_ZYX, -epsilon, delta, 0.0f); 
 matrix.Translate(WristLength, 0.0f, 0.0f); 
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3.5 Testování firmware 
 
V tomto projektu byl dodržován vývoj řízený testy a pro každou významnější třídu bylo 
napsáno několik testů, které obvykle nejsou spouštěny v embedded systému, ale na PC 
v prostředí Microsoft Visual Studio jako konzolová aplikace. 
 
Testy nebyly napsány pro každou elementární metodu každého objektu, ale pouze pro 
klíčové funkce, které jsou navázány na všechny ostatní funkce. Například u objektu 
Matrix4 test metody Solve (tj. řešení čtyř rovnic o čtyřech neznámých) zároveň nepřímo 
ověřil výpočet determinantu, adjugované matice a násobení matice a vektoru, proto na 
tyto dílčí funkce už samostatný test napsán nebyl. 
 
Některé testovací třídy přímo nekontrolují smysluplnost výstupních dat a pouze je 
zapisují do souboru a je na vývojáři, aby výsledek posoudil sám- takto byly 
implementovány například testy filtrování snímků z kamery (ve třídě CachedBitmap) 
nebo test interpolace souřadnic v reálném čase (třída GcodeController) 
 
Všechny testy založené na frameworku MiniCPPUnit jsou umístěny na CD v adresáři 
UnitTests. 
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4 ZÁVĚR 
Hlavním cílem této práce bylo vyvinout firmware pro mikrokontroler ARM Cortex M3, 
který bude umět ovládat šesti osý manipulátor a bude umět hrát s člověkem dámu. 
K rozpoznávání aktuálního stavu šachovnice měla sloužit kamera OV7670. 
        V první fázi nebyl manipulátor ani VUT deska k dispozici, proto vývoj firmware 
probíhal na vývojovém kitu na bázi mikrokontroleru STM32F103 pouze s kamerou 
OV7670. Po odladění komunikace s kamerou jsem jsem odvodil matematický model 
přímé a inverzní úlohy kinematiky a správnost modelu ověřoval pouze přepočítáním 
pravoúhlých souřadnic na úhly kloubů a zpět. Také jsem implementoval třídy pro 
zpracování obrazu a pro aplikaci filtrů 3x3, 5x5 nebo 7x7. Správnost jejich funkce byla 
opět testována pomocí unit testů a testovacího frameworku. Dále byla vytvořena 
aplikace v jazyce C#, která umožňuje hrát s počítačem dámu, přičemž k výběru tahu 
používá stejnou knihovnu, kterou používá i firmware. 
        U původního vývojového kitu bylo možné využít hardwarové I2C rozhraní. Po 
přechodu na skutečnou řídící desku už nebyl hardwarový I2C port k dispozici, proto 
bylo nutné I2C komunikaci přepsat na softwarovou emulaci pomocí standartních 
vstupně výstupních pinů. 
        Firmware pro hraní dámy byl původně vyvíjen pro operační systém Keil RTX. Ke 
konci projektu (kdy už firmware v ROM přerůstal hranici 95kB a vzrůstaly i nároky na 
RAM) byl operační systém kvůli nestabilitě změněn na Coocox CoOS. Přepsáním na  
systém CoocoxOS problémy se stabilitou firmware zmizely.  
       Ve firmware byla odladěna přímá a inverzní úloha kinematiky, podařilo se 
implementovat G-kód a umělou inteligenci pro výběr následujícího tahu, podařila se i 
realizace paralelně-sériového převodníku.  Pro zjednodušení ladění všech komponent 
byl vytvořen software pro ruční ovládání a kalibraci manipulátoru. 
        Ve výsledku je tedy robotická ruka schopna hrát dámu, ale ukázalo se, že 
manipulátor sestavený přesně podle návodu nepolohuje úplně přesně- i při nejlepší 
snaze nebylo možné zkalibrovat serva tak, aby po použití přímé úlohy kinematiky byl 
výsledkem přesně pravoúhlý globální souřadný systém – v rovině X-Y je výsledný 
souřadný systém mírně lichoběžníkový (s ochylkou až 10mm), proto kalibrace rozměrů 
šachovnice musela být implementována jako čtyřbodová, tím bylo dosaženo přesnosti 
polohování ±2mm. Ochylky polohování v ose Z řádově až 8 mm byly vyřešeny úplným 
odstraněním pružiny mezi podstavcem robota a horním ramenem, stupňující se odpor 
pružiny evidentně bránil nastavení správné polohy a díky absenci zpětné vazby nebylo 
možné provést jakoukoli korekci. Natolik jemná motorika jako hraní dámy je tedy 
opravdu na hraně možností tohoto typu manipulátoru, proto je po některých tazích 
nutno některé kameny posunout na střed pole ručně.  
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Příloha 1 – Deska s porty 
 
Seznam součástek: 
JP1 – oboustranný kolík, rozteč 2.54mm, 14 pinů 
SV1  – dutinková lišta 2x5 pinů, rozteč 2.54 mm 
SV2  – konektor MLW26 
D1,D2  – dioda 1N148 
X1    – konektor Canon 9 pin 
LED1  – červená LED 5mm 
LED2 – zelená LED 5mm 
 
 
Plošný spoj: 
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Příloha 2a – Paralelně-sériový převodník - schéma 
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Příloha 2b - Paralelně-sériový převodník – plošný spoj 
 
 
 
Seznam součástek: 
SV1 – konektor MLW26 
SV2 – dutinková lišta 2x9 pinů, rozteč 2.54mm 
IC1  – 74HC14 
IC2  – 74HC166 
IC3  – 75176 
R1   – rezistor 3.3kΩ miniaturní 0.6W 
R2   – rezistor 470Ω miniaturní 0.6W 
R3,R5,R6,R7 – rezistor 10kΩ miniaturní 0.6W 
R4   – rezistor 68kΩ miniaturní 0.6W 
C1   – elektrolytický kondenzátor 4.7µF 
C2   – elektrolytický kondenzátor 10µF 
D1,D2 – dioda 1N4148 
Q1   – krystal 2.0MHz 
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Příloha 3 – Ukázka testu implementovaného pomocí frameworku MiniCPPUnit 
 
#include "UnitTests.h" 
#include "TString.h" 
 
class Test_TString : public TestFixture<Test_TString> 
{ 
public: 
   TEST_FIXTURE( Test_TString) 
   { 
      TEST_CASE( TestSetters); 
      TEST_CASE( TestComparations); 
      TEST_CASE( TestStringOperations); 
      TEST_CASE( TestStringFunctions); 
      TEST_CASE( TestStringReallocations); 
      TEST_CASE( TestDestructors); 
   } 
 
   void TestSetters() 
   { 
        TString s1;  
        ASSERT(s1.Length()==0);         
        s1 = "123"; 
 
        ASSERT(s1=="123"); 
        ASSERT(s1.Length()==3); 
 
        TString s2 = s1; 
        ASSERT(s2.Length()==3); 
        ASSERT(s2=="123"); 
 
        s1 = "4567"; 
        ASSERT(s1=="4567"); 
        ASSERT(s1.Length()==4); 
 
        s2="1234567890123456789012345678901234567890"; 
        ASSERT(s2=="1234567890123456789012345678901234567890"); 
 
        TString s3; 
        s3  = s2; 
        ASSERT(s3=="1234567890123456789012345678901234567890"); 
 
        s2.Clear(); 
        ASSERT(s2.Length()==0);    
 
        s2 = "123456"; 
        ASSERT(s2.Length()==6); 
        ASSERT(s2=="123456"); 
   } 
 
   void TestComparations() 
   { 
        TString s1 = "Charles"; 
          
        ASSERT(!(s1<"Ann")); 
        ASSERT(!(s1<"C")); 
        ASSERT(!(s1<="C"));         
        ASSERT(s1<="Charles"); 
        ASSERT(s1=="Charles"); 
        ASSERT(!(s1!="Charles")); 
        ASSERT(s1<"Chris"); 
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        ASSERT(s1<"David"); 
        ASSERT(s1<="John"); 
 
        ASSERT(s1>"Ann"); 
        ASSERT(s1>"C"); 
        ASSERT(s1>="C"); 
        ASSERT(s1>="Charles"); 
        ASSERT(s1=="Charles"); 
        ASSERT(!(s1!="Charles")); 
        ASSERT(!(s1>"Chris")); 
        ASSERT(!(s1>"David")); 
        ASSERT(!(s1>="John")); 
         
   } 
 
   void TestStringOperations() 
   { 
        TString s1 = "ABCDEFGHIJ"; 
        ASSERT(s1.Length()==10); 
 
        TString s2 = "KLMNOPQRST"; 
        ASSERT(s2.Length()==10); 
 
        TString s3 = s1; 
        ASSERT(s1.Length()==10); 
 
        s3 += s2; 
        ASSERT(s2.Length()==10); 
        ASSERT(s3.Length()==20); 
 
        s3 += '_'; 
        ASSERT(s3.Length()==21); 
        ASSERT(s3=="ABCDEFGHIJKLMNOPQRST_"); 
 
        TString s4 = TString("(") + s3 + ")"; 
        ASSERT(s4=="(ABCDEFGHIJKLMNOPQRST_)"); 
 
        TString s5; 
        s5 += s1[1]; 
        s5 += s2[2]; 
        ASSERT(s5=="BM"); 
    } 
 
   void TestStringFunctions() 
   { 
       TString s1 = " !@#$%^&*()_+??+@ABYZ~abyz"; 
       ASSERT(s1==" !@#$%^&*()_+??+@ABYZ~abyz"); 
 
       TString s2 = s1.ToLower(); 
       ASSERT(s1==" !@#$%^&*()_+??+@ABYZ~abyz"); 
       ASSERT(s2==" !@#$%^&*()_+??+@abyz~abyz"); 
 
       TString s3 = s1.ToUpper(); 
       ASSERT(s1==" !@#$%^&*()_+??+@ABYZ~abyz"); 
       ASSERT(s3==" !@#$%^&*()_+??+@ABYZ~ABYZ"); 
 
       TString s4 = "  123    "; 
       TString s5 = s4.TrimStart(); 
       ASSERT(s5=="123    "); 
 
       TString s6 = s4.TrimEnd(); 
       ASSERT(s6 =="  123"); 
 
       TString s7 = s4.Trim(); 
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       ASSERT(s7 =="123"); 
 
       TString s8 = "     "; 
       ASSERT(s8.Length()==5); 
 
       TString s9 = s8.Trim(); 
       ASSERT(s8.Length()==5); 
       ASSERT(s9.Length()==0);              
 
   } 
 
   void TestStringReallocations() 
   { 
       TString s1; 
       for (int i = 0; i<1000; i++) 
       { 
            s1 += "1234567890ABCDEFGHIJ";             
       } 
       ASSERT(s1.Length()==20000); 
   } 
 
   void TestDestructors() 
   { 
       TString s1; 
       for (int i = 0; i<15; i++) 
       { 
           TString s2; 
           s2 = s1; 
           s1 = s1 + s2; 
       } 
       ASSERT(s1.Length()==0); 
 
        
       s1 = "1234"; 
       for (int i = 0; i<12; i++) 
       { 
           TString s2; 
           s2 = s1; 
           s1 = s1 + s2; 
       } 
       for (int i = 12; i<14; i++) 
       { 
           TString s2; 
           s2 = s1; 
           s1 = s1 + s2; 
       } 
 
       ASSERT(s1.Length()==65534); 
 
   } 
 
}; 
 
 
REGISTER_FIXTURE( Test_TString); 
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Příloha 4 – Ukázka detekce chyby frameworkem MiniCPPUnit 
 
+ Test_AL5DCalibration 
  - Test_AL5DCalibration::LoadFromXML 
  - Test_AL5DCalibration::LoadSaveFromReg 
.. 
+ Test_CachedFileBitmap 
  - Test_CachedFileBitmap::OpenColorBitmap 
  - Test_CachedFileBitmap::OpenMonochomeBitmap 
.. 
+ Test_CheckboardCalibration 
  - Test_CheckboardCalibration::LoadCalibrationFromXML 
  - Test_CheckboardCalibration::Calculations 
.. 
+ Test_CheckboardImageRecognition 
  - Test_CheckboardImageRecognition::LoadCalibrationFromXML1 
  - Test_CheckboardImageRecognition::LoadCalibrationFromXML2 
.. 
+ Test_CheckersAI 
  - Test_CheckersAI::ClearCheckboard 
  - Test_CheckersAI::LoadCheckboardFromXML 
  - Test_CheckersAI::NoMoveWhite 
  - Test_CheckersAI::NoMoveBlack 
  - Test_CheckersAI::SimpleMoveWhite 
  - Test_CheckersAI::SimpleMoveBlack 
  - Test_CheckersAI::Jump1White 
  - Test_CheckersAI::Jump1Black 
  - Test_CheckersAI::Jump2aWhite 
  - Test_CheckersAI::Jump2bWhite 
  - Test_CheckersAI::Jump2aBlack 
  - Test_CheckersAI::Jump2bBlack 
  - Test_CheckersAI::Jump3aWhite 
  - Test_CheckersAI::Jump3bWhite 
  - Test_CheckersAI::Jump3aBlack 
  - Test_CheckersAI::Jump3bBlack 
  - Test_CheckersAI::DefenceWhite 
  - Test_CheckersAI::DefenceBlack 
  - Test_CheckersAI::MoveQueen1 
  - Test_CheckersAI::MoveQueen2 
  - Test_CheckersAI::MoveQueen3 
  - Test_CheckersAI::MoveQueen4 
  - Test_CheckersAI::MoveQueen5 
.......................F 
+ Test_GCode 
  - Test_GCode::CommandParsingInit 
  - Test_GCode::CommandParsing1 
  - Test_GCode::CommandParsing2 
  - Test_GCode::CommandParsing3 
  - Test_GCode::CommandParsing4 
  - Test_GCode::StopsInit 
  - Test_GCode::StopTest1 
  - Test_GCode::StopTest2 
........ 
+ Test_GCodeCommandExecutor 
  - Test_GCodeCommandExecutor::MovementLeft 
  - Test_GCodeCommandExecutor::MovementRight 
  - Test_GCodeCommandExecutor::MovementLeftShort 
  - Test_GCodeCommandExecutor::MovementRightShort 
  - Test_GCodeCommandExecutor::SlowdownMovement1 
  - Test_GCodeCommandExecutor::SlowdownMovement2 
  - Test_GCodeCommandExecutor::SlowdownMovement3 
  - Test_GCodeCommandExecutor::SlowdownMovement4 
........ 
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+ Test_GCodeController 
  - Test_GCodeController::SimpleProgram1 
  - Test_GCodeController::SimpleProgram2 
  - Test_GCodeController::ComplexProgram1 
  - Test_GCodeController::ComplexProgram2 
.... 
+ Test_InverseKinematics 
  - Test_InverseKinematics::DirectKinematicsTest1 
  - Test_InverseKinematics::DirectKinematicsTest2 
  - Test_InverseKinematics::DirectKinematicsTest3 
  - Test_InverseKinematics::DirectKinematicsTest4 
  - Test_InverseKinematics::DirectKinematicsTest5 
  - Test_InverseKinematics::InverseKinematicsLeft 
  - Test_InverseKinematics::InverseKinematicsLeft2 
  - Test_InverseKinematics::InverseKinematicsFront 
  - Test_InverseKinematics::InverseKinematicsFront2 
  - Test_InverseKinematics::InverseKinematicsRight 
  - Test_InverseKinematics::InverseKinematicsRight2 
  - Test_InverseKinematics::GripTest1 
  - Test_InverseKinematics::GripTest2 
............. 
+ Test_JointMatrix 
  - Test_JointMatrix::Transformations 
  - Test_JointMatrix::EulerAngles 
  - Test_JointMatrix::GeometrieRobota 
... 
+ Test_Line2 
  - Test_Line2::Intersections 
. 
+ Test_Matrix2 
  - Test_Matrix2::Setters 
  - Test_Matrix2::Determinant 
  - Test_Matrix2::Solve 
... 
+ Test_Matrix3 
  - Test_Matrix3::Setters 
  - Test_Matrix3::Determinant 
  - Test_Matrix3::Solve 
... 
+ Test_Matrix4 
  - Test_Matrix4::Setters 
  - Test_Matrix4::Determinant 
  - Test_Matrix4::Solve 
... 
+ Test_Bitmap 
  - Test_Bitmap::LoadSave 
  - Test_Bitmap::ApplyFilter3x3_Color 
  - Test_Bitmap::ApplyFilter3x3_Monochrome 
  - Test_Bitmap::ApplyFilter5x5_Color 
  - Test_Bitmap::ApplyFilter5x5_Monochrome 
  - Test_Bitmap::ApplyFilter7x7_Color 
  - Test_Bitmap::ApplyFilter7x7_Color2 
  - Test_Bitmap::ApplyFilter7x7_Color3 
  - Test_Bitmap::ApplyFilter7x7_Monochrome 
  - Test_Bitmap::ApplyFilter7x7_Monochrome2 
  - Test_Bitmap::ApplyFilter7x7_Monochrome3 
........... 
+ Test_Plane3 
  - Test_Plane3::Intersections 
. 
+ Test_SysUtils 
  - Test_SysUtils::NumericalOperations 
  - Test_SysUtils::StringLengths 
  - Test_SysUtils::SimpleStringOperations 
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  - Test_SysUtils::StringModifications 
  - Test_SysUtils::ConversionsInt 
  - Test_SysUtils::ConversionsHex 
  - Test_SysUtils::ConversionsFloat 
  - Test_SysUtils::StringSearching 
  - Test_SysUtils::FilenameOperations 
  - Test_SysUtils::StringReplace 
.......... 
+ Test_ClassName 
  - Test_ClassName::TestName1 
. 
+ Test_TList 
  - Test_TList::ByteTest 
  - Test_TList::Int32Test 
  - Test_TList::DoubleTest 
  - Test_TList::InsertTest 
  - Test_TList::ReallocationsTests 
..... 
+ Test_TObjectList 
  - Test_TObjectList::AddInsertDelete 
  - Test_TObjectList::Reallocations 
  - Test_TObjectList::CapacityTests 
... 
+ Test_TStackString 
  - Test_TStackString::TestSetters 
  - Test_TStackString::TestComparations 
  - Test_TStackString::TestStringOperations 
  - Test_TStackString::TestStringFunctions 
  - Test_TStackString::TestStringReallocations 
  - Test_TStackString::TestStringReloading 
  - Test_TStackString::TestDestructors 
....... 
+ Test_TString 
  - Test_TString::TestSetters 
  - Test_TString::TestComparations 
  - Test_TString::TestStringOperations 
  - Test_TString::TestStringFunctions 
  - Test_TString::TestStringReallocations 
  - Test_TString::TestDestructors 
...... 
+ Test_TStringList 
  - Test_TStringList::AddStrings 
  - Test_TStringList::SortStrings 
  - Test_TStringList::DelStrings 
  - Test_TStringList::IndexOf 
.... 
+ Test_XMLDoc 
  - Test_XMLDoc::CorrectXMLFromFile 
  - Test_XMLDoc::CorrectXMLFromString 
  - Test_XMLDoc::CorrectXMLFromStringList 
  - Test_XMLDoc::CorrectXMLMultipleTags 
  - Test_XMLDoc::EmptyTag 
  - Test_XMLDoc::EmptyRoot 
  - Test_XMLDoc::CommandTest1 
  - Test_XMLDoc::CommandTest2 
  - Test_XMLDoc::IncorrectXML1 
  - Test_XMLDoc::IncorrectXML2 
  - Test_XMLDoc::IncorrectXML3 
  - Test_XMLDoc::IncorrectXML4 
  - Test_XMLDoc::TestCommands 
  - Test_XMLDoc::MultipleLoads 
.............. 
 
Error Details: 
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Test failed: Test_CheckersAI::MoveQueen5 
 
Test failed in d:\diplomova_prace\unittests\win32\test_checkersai.cpp, line: 673 
Failed expression: move.NewY==6 
 
Summary: 
        Executed Tests:         139 
        Passed Tests:           138 
        Failed Tests:           1 
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Příloha 5 - ukázky syntaxí ladících XML příkazů přijímaných Debug taskem  
 
<Command Name='CheckboardState'> 
  <Row Index='8'>02020202<Row> 
  <Row Index='7'>20202020<Row> 
  <Row Index='6'>02020202<Row> 
  <Row Index='5'>00000000<Row> 
  <Row Index='4'>00000000<Row> 
  <Row Index='3'>10101010<Row> 
  <Row Index='2'>01010101<Row> 
  <Row Index='1'>10101010<Row> 
</Command> 
 
<Command Name='DoGCode'> 
  <Line>G0 X0</Line> 
  <Line>Y0</Line> 
</Command> 
 
<Command Name='GotoAnglePosition'> 
  <Alpha>-5</Alpha> 
  <Beta>0</Beta> 
  <Gama>0</Gama> 
  <Delta>0</Delta> 
  <Epsilon>0</Epsilon> 
  <Zeta>0</Zeta> 
</Command> 
 
<Command Name='GotoWorldPosition'> 
  <X>0</X> 
  <Y>200</Y> 
  <Z>150</Z> 
  <A>0</A> 
  <B>0</B> 
  <U>3</U> 
</Command> 
 
<Command Name='AngleCalibration'> 
  <Alpha Center='5.7' Scale='1' /> 
  <Beta Center='2.5' Scale='0.9' /> 
  <Gama Center='0' Scale='0.9' /> 
  <Delta Center='-1.7' Scale='1' /> 
  <Epsilon Center='18' Scale='1' /> 
  <Zeta Center='12' Scale='1' /> 
</Command> 
 
<Command Name='CheckboardCalibration'> 
  <A1 X='-63' Y='251' /> 
  <A8 X='-63' Y='101' /> 
  <H1 X='73' Y='251' /> 
  <H8 X='73' Y='101' /> 
  <Z>0</Z> 
  <StoneSize>23</StoneSize> 
  <StoneHeight>8</StoneHeight> 
  <QueenSize>23</QueenSize> 
  <QueenHeight>8</QueenHeight> 
  <SafeHeight>30</SafeHeight> 
</Command> 
 
<Command Name='GotoCheckboardPosition'> 
  <Position>A8</Position> 
  <SafeHeight>30</SafeHeight> 
</Command> 
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<Command Name='CameraCalibration'> 
  <Column Name='H' X1='130' Y1='60' X8='200' Y8='60' /> 
  <Column Name='G' X1='120' Y1='70' X8='210' Y8='70' /> 
  <Column Name='F' X1='110' Y1='80' X8='220' Y8='80' /> 
  <Column Name='E' X1='100' Y1='90' X8='230' Y8='90' /> 
  <Column Name='D' X1='90' Y1='100' X8='240' Y8='100' /> 
  <Column Name='C' X1='80' Y1='110' X8='250' Y8='110' /> 
  <Column Name='B' X1='70' Y1='120' X8='260' Y8='120' /> 
  <Column Name='A' X1='60' Y1='130' X8='270' Y8='130' /> 
  <Black Low='50' High='80' /> 
  <White Low='90' High='120' /> 
</Command> 
 
<Command Name='CameraCalibration'> 
  <Row Name='8' XA='130' YA='60' XH='200' YH='60' /> 
  <Row Name='7' XA='120' YA='70' XH='210' YH='70' /> 
  <Row Name='6' XA='110' Ya='80' XH='220' YH='80' /> 
  <Row Name='5' XA='100' YA='90' XH='230' YH='90' /> 
  <Row Name='4' XA='90' YA='100' XH='240' YH='100' /> 
  <Row Name='3' XA='80' YA='110' XH='250' YH='110' /> 
  <Row Name='2' XA='70' YA='120' XH='260' YH='120' /> 
  <Row Name='1' Xa='60' YA='130' XH='270' YH='130' /> 
  <Black Low='50' High='80' /> 
  <White Low='90' High='120' /> 
</Command> 
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Příloha 6 – Obsah CD 
 
Struktura adresářů: 
 
• Firmware 
o CommonClasses  – statická knihovna s řadou C++ tříd 
o Firmware  – hlavní firmware pro hraní dámy  
• Hardware    – schémata a plošné spoje pro Eagle 
• Software 
o OvladaniManipulatoru  – software pro ruční ovládání manipulátoru 
o Dama   – software pro testování umělé inteligence 
• UnitTests   – testy na bázi testovacího frameworku 
 
 
 
