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PARTICLE IMAGE VELOCIMETRY MEASUREMENTS OF THE TOTAL 
CAVOPULMONARY CONNECTION WITH CIRCULATORY  
FLOW AUGMENTATION 
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Science in Mechanical Engineering at Virginia Commonwealth University. 
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Major Director:  Dr. Amy L. Throckmorton, PHD 
Qimonda Assistant Professor, Department of Mechanical Engineering 
 
 
This thesis project examined the interactive fluid dynamics between a blood pump 
and the univentricular Fontan circulation. 2-D particle image velocimetry (PIV) 
measurements were conducted on an idealized total cavopulmonary connection (TCPC) 
with an axial pump prototype in the inferior vena cava (IVC). Fluid velocity profiles were 
examined under various physiologic conditions for Fontan patients. The velocity profiles 
for all cases demonstrated the shunting of flow from the IVC toward the right pulmonary 
xv 
 
 
artery.  A rotational component in the pump outflow was observed forcing flow to the 
periphery as compared to the flow profile without a pump present in the IVC.  The 
inclusion of the pump provides a pressure rise of 3 to 9 mmHg.  These results demonstrate 
the ability of the intravascular blood pump to support a Fontan circulation and support the 
continued optimization and development of the pump. 
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Chapter 1: Motivation and Significance 
1.1.  Introduction 
 Every year an estimated four million babies are born in the United States. Of  these 
births, 35,000 infants are born with significant congenital heart anomalies (8 in 1000 births) [1]. 
Most heart defects are minor and may even be corrected during growth cycles in early childhood 
without intervention. Infants who are born with the multiple and complex congenital heart 
defects typically require corrective surgery to survive. A special subset of those babies with 
complex congenital heart defects exhibit a rare condition called a univentricular physiology [2]. 
The incidence of single ventricle anomalies is approximately 2,000 babies per year in the U.S. 
[3]. This condition is derived from a failure of either the right or the left ventricle to adequately 
develop and is usually due to other structural defects such as missing or poorly developed valves. 
In these patients, a single functioning ventricle is forced to provide the energy needed to drive 
blood flow through the entire cardiovascular system with only one functioning pumping chamber 
that does the equivalent workload of two normal heart chambers.  
 
1.2. The Normal Cardiovascular System 
In a normal cardiac physiology, two pumping chambers or ventricles are present to drive 
blood through both the left (systemic) and right (pulmonary circulations). Blood flows from the 
left ventricle during systole (ventricular contraction) through the aortic valve into the great 
arteries out to the capillary beds in the tissue, muscle, and end organs. After transport takes place 
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in the capillaries where CO2 and O2 is exchanged, nutrients pass, and metabolic waste products 
are removed. Blood then flows back toward the right side of the heart through the venules and 
veins. The venous return or blood flow return to the right ventricle comes from the superior vena 
cava (upper trunk of the body) and the inferior vena cava (lower trunk and extremities). Then, 
from the right ventricle, blood flows to the lungs through the pulmonary arteries for gas 
exchange before returning the left side of the heart [4]. Figure 1 illustrates the flow of blood 
through the heart.  
 
Figure 1: The Normal Heart Anatomy [1]  
 
 
1.3. Congenital Heart Defects 
In contrast, a single ventricle physiology comprises only one ventricular pumping 
chamber, is unique in that it is a configuration produced through a set of surgical procedures, and 
is ultimately a “man-made” physiology to facilitate perfusion of the body and the lungs. The 
ventricle that is functioning adequately as determined by the surgeon or cardiologist becomes the 
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systemic ventricle and drives blood through the body, tissue, muscle, and end organs.  In this 
configuration, there is no pulmonary ventricle, and the vena caval blood or venous return flows 
passively into the pulmonary arteries. The vena cavae are connected directly to the pulmonary 
arteries as opposed to a ventricle [5]. Figure 2 shows this single ventricle configuration. 
To create this single ventricle physiology, palliative surgeries are the only possible 
treatment in such extreme situations. Figure 2(A) illustrates the staged surgical procedures; each 
of which has its own mortality and morbidity [5]. The Norwood procedure was originally 
developed for treatment of patients with Tetrology of Fallot but its use has been extended to the 
correction of other defects. The procedure concentrates on reconstruction of the aortic arch to 
increase blood flow to the major arteries. The surgery may also include the placement of the 
modified Blalock-Taussig (BT) shunt between the pulmonary artery and the aorta. The shunt 
increases blood flow to the lungs and helps to offset cyanosis, which may be caused by a septal 
defect. Typically, the Norwood procedure occurs within the first two weeks of life [5]. 
The Glenn procedure, also sometimes referred to as the Hemi-Fontan procedure, seeks to 
further correct congenital defects and reconstruction. The procedure will remove the BT shunt 
previously placed and will attach the superior vena cava directly to pulmonary artery. This 
surgery is performed between 4 and 12 months of age but may occur as late as 2 years depending 
upon growth of the vasculature and the growth of the patient [5]. Figure 2(B) shows the changes 
to the vessels and the heart from the surgery. 
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Figure 2: Staged surgical repair of functional single ventricle. A. Stage-1 Norwood repair. B. 
Stage-2 Hemi-Fontan repair. C. Stage-3 Fontan completion. SV, single ventricle; PA, pulmonary 
artery; SVC, superior vena cava; IVC, inferior vena cava [6] 
 
 
As shown in Figure 2(C), the culmination of this trio of surgeries is the final stage, the 
Fontan procedure. The inferior vena cava is attached to the pulmonary artery, which completely 
separates the pulmonary circulation from the systemic circulation. This surgery usually occurs 
between 3 and 5 years of age but may occur as late as 12 years of age depending upon the 
hemodynamic stability of the Glenn procedure. The Fontan procedure is the final stage in the 
cardiac reconstruction, with a complete right heart bypass [5]. 
Unfortunately, the Fontan procedure is an imperfect solution for complex cardiac defects 
with late stage mortality and morbidity occurring months to years after the surgery. The 
immediate effects are decreased left ventricular loading, increased pulmonary perfusion, and 
increased exercise tolerances. A follow-up study of 261 patients who had received the Fontan 
procedure at the Children’s Hospital of Boston between 1972 and 1997 showed a postoperative 
morbidity rate of 30% [7]. It was noted that the complication-free patient survival rates at 1, 5, 
10, 15, 20, and 25 years were 80.1%, 77.5%, 74.8%, 72.2%, 68.3%, 53.6%, respectively. There 
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are numerous complications which include but are not limited to reduced exercise tolerance, 
arrhythmias, atrial fibrillation, increased venous and pulmonary pressures, and low cardiac 
output [7]. Further complications occur with liver dysfunction and protein losing enteropathy due 
in part to the high venous pressures. There is a gradual decline in the effectiveness of the surgery 
with time due to mounting complications and long-term effects of the surgery, leading to cardiac 
failure [8].  
Over the years, several modifications have been made to this procedure to improve 
surgical outcomes of patients. Most recently, the formation of the total cavopulmonary 
connection has evolved as a more efficient connection over the original intra-atrial connection. 
The total cavopulmonary connection is composed of the superior and inferior vena cava 
connected to pulmonary artery, splitting it at or near the branch point to create the left and right 
pulmonary arteries, which perfuse the pulmonary beds of the left and right lungs. The lungs are 
now placed in parallel with the heart rather than in series, forcing the single ventricle to work 
harder to provide adequate circulation for the tissues. In order to minimize the stress that is place 
upon the single ventricle with its increased workload, it is necessary to conserve energy in the 
flow through the TCPC [9, 10].  
Since its inception in 1988 by de Leval, et al. [10] several improvements have been 
proposed to decrease the energy losses. These improvements involve changes in geometry such 
as offsetting the vena cava (caval offset), curvature of the inlets, flaring of the vena cava 
anastomoses, and enlargement of the IVC inlet connection [11, 12]. Advances in pharmacologic 
or novel surgical treatments have reached a plateau with little forward progress, resulting in the 
need for alternative therapeutic options for these patients.  Thus, there is now a growing interest 
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in the implementation of mechanical circulatory assistance in the cavopulmonary connection to 
boost pressure and thereby flow through the pulmonary vasculature [13].  
 
1.4.  The Basis of Cavopulmonary Assist 
While many heart pumps or ventricular assist devices (VADs) are being developed and in 
various stages of clinical trials or use, all of the pulsatile and continuous flow pumps generate 
pressures in far excess of the desired range for cavopulmonary support. Progress in the 
development of pediatric VADs has achieved new milestones and continues to quickly evolve; a 
majority of these more compact, pediatric VADs, however, have been designed to support the 
systemic circulation in a normal biventricular physiology, not to support a cavopulmonary 
circulation. All of these mechanical blood pumps were designed and developed for adult or 
pediatric patients with congestive heart failure (CHF) and to support the systemic circulation, not 
the unique anatomic physiology of the cavopulmonary connection. These devices produce 
pressures in far excess of the desired range to be used for cavopulmonary support.  Researchers 
theorize that a pressure boost of only 2 to 5 mmHg may be sufficient to unload the 
cavopulmonary circulation in adolescent and adult patients who have a failing single ventricle 
[14]. The rising need for alternative therapeutic options for Fontan patients created the impetus 
for the development of an intravascular cavopulmonary assist device.   
Several institutions have begun to pursue research and development of cavopulmonary 
assist devices. Rodefeld and colleagues [15] have successfully demonstrated the use of the axial 
flow Hemopump to assist cavopulmonary flow in animals. This research group is also 
developing an innovative percutaneously-implantable, expandable propeller blood pump as a 
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cavopulmonary assist device [16]. Limitations of this design include a wide distance between the 
rotor and blade-tip, increasing shear stresses, and an extremely short contact time with the thin 
propeller blades, preventing flow control downstream. Riemer et al. [17] at the Stanford 
University have used a sheep model of the total cavopulmonary connection to test the response 
to the Thoratec HeartMate II axial flow blood pump (Thoratec Corporation, Pleasanton, CA). 
These studies demonstrated a baseline return of cardiac output, inferior vena caval flow, and 
arterial pressures. Similarly, the research team at the University of Colorado has made steady 
progress through numerical and in vitro studies on the development of an axial flow pump for 
proposed use in the IVC only [18]. As proven by these research teams, the standard axial flow 
pump design has suitable characteristics for cavopulmonary assist. The two aforementioned 
blood pump designs, however, may be obstructive to flow in the event of rotational failure, and 
implantation requires invasive surgery. 
 
1.5.  Intravascular Cavopulmonary Assist 
In further support of this effort to develop alternative therapeutic options for Fontan 
patients, we are developing an intravascular, axial flow blood pump with a magnetically levitated 
rotor and a uniquely shaped protective cage. Figure 3 illustrates the conceptual design of the 
blood pump. The intravascular axial flow pump is designed for percutaneous positioning in the 
inferior vena cava (IVC). The outer protective cage has radially arranged filaments that serve as 
touchdown surfaces to protect the vessel wall from the rotating components. Each filament is 
hydrodynamically designed to reduce drag and to maximize energy production from the rotating, 
engineered impeller blades. Currently the rotating pump consists of an impeller with four 
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uniquely designed and helically wrapped blades to maximize energy transfer. Pump rotation is 
induced through a motor-magnetic bearing suspension, which levitate and rotate the impeller 
within the protective cage of filaments. An outlet nose is also located at the outflow of the pump 
to physically limit the axial movement of the impeller, to connect the cage filaments, and to 
house bearings which support the impeller during operation. 
 
Figure 3: Conceptual design of the axial flow blood pump: A) The device consists of a protective  
sheath with cage filaments, a rotating shaft and catheter, an impeller blades, diffuser region, and  
inlet and outlet sections. B) Position of the cavopulmonary assist device in the IVC of the TCPC  
for Fontan patients. It is designed to augment pressure and thus flow in IVC and subsequently  
drive blood into the left and right pulmonary arteries (LPA and RPA) while supporting the  
incoming flow from the superior vena cava (SVC). 
 
 
 
 The blade tip-to-tip diameter of the first generation design is 14 mm in the fully open 
configuration. In this study, for the purposes of measuring hydraulic performance, the pump 
prototype was mounted to a drive-shaft that was supported by mechanical bearings. The target 
design for the intravascular pump is to generate flow rates of 0.5 to 4 L/min with pressure rises of 
2 to 25 mmHg for rotational speeds of 3000 to 6000 RPM. 
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The methodology for developing such a blood pump involves a high degree of interplay 
between numerical modeling and experimental testing. Figure 4 presents an overview of our 
proposed methodology. The proposed methodology having a combination of computational 
modeling along with experimental validation offers a powerful approach to address our scientific 
questions in terms of hydraulic efficiency, ideal biofluid dynamic conditions, and applicability of 
mechanical circulatory assist. We expect to gain significant knowledge and insight into a 
relatively new class of blood pumps, which may offer clinical advantages over existing designs, 
and into how these devices interact with the cavopulmonary circulation in single ventricle 
patients. 
 
Figure 4: Development Methodology 
 
In addition to computational fluid dynamics (CFD) modeling and hydraulic testing of 
pump prototypes, a common experimental technique for measuring the internal flow dynamics 
within the intravascular device is particle image velocimetry (PIV).  While the pump design is a 
critical component, arguably as important, the fluid domain must be free of irregular flow 
10 
 
 
patterns, vortices, retrograde fluid layers, and stagnant flow.  Irregular flow patterns, as 
previously described, lead to conditions of high fluid shear stresses, risking damage to red blood 
cells, or low shear stresses, risking initiation of clotting cascades and generating a thrombus or 
clot [19].  
 
1.6. Particle Image Velocimetry 
Particle image velocimetry (PIV) is a unique flow visualization technique, which is 
utilized to measure flow patterns within a fixed geometry. This technique has only recently 
reached maturity following advancements in technology and electronics which made the method 
more practical to use. It is related to other flow visualization techniques such as laser doppler 
anemometry and particle tracking velocimetry [20].  
 
Figure 5: Particle Image Velocimetry [20] 
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For particle image velocimetry (PIV), a high energy laser pulse is formed into a sheet 
using a set of optics. This sheet is used to illuminate a two-dimensional plane within the fluid 
model. This plane is in the fluid flow field which is uniformly seeded with neutrally buoyant 
particles. Light from the two successive lasers pulses, a known time apart, is reflected off of the 
particles and is captured by the high speed camera. The camera is typically referred to by the 
letters CCD for Charge Coupled Devices which is referenced to the photo-reactive chip inside. 
Each image is divided into smaller interrogation regions. The size of these regions determines 
the spatial resolution of the measurement. Interrogations regions from the two images are 
compared and the pixels are cross-correlated using a cross-correlation algorithm. This cross-
correlation program produces a peak within each region, such that each square has one velocity 
vector based on the seed displacement and time between successive images.  The data can then 
be used to create a velocity vector and streamline plots in the illuminated plane order to assess 
the fluid dynamics in the region of interest. This experimental approach is technically a popular 
evaluation technique for blood pumps for researchers and companies in the artificial organ 
community, and the implementation of this technique was the focus of this thesis project [21]. 
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CHAPTER 2: Project Objectives 
This research project developed an experimental PIV configuration by which it was 
possible to measure the interactive fluid dynamics between an idealized model of the total 
cavopulmonary connection (TCPC) and an axial flow, intravascular pump prototype for 
mechanical augmentation of pressure in the TCPC. The following specific aims have been 
achieved during this M.S. thesis research: 
1. The development of an experimental rig to evaluate planar laser flow measurements 
using particle image velocimetry. 
2. The design of an idealized total cavopulmonary connection (TCPC) model which was 
specifically constructed to minimize refractive effects and visual artifacts.  
3. The development of a new axial flow pump and motor configuration, which could be 
connected to the TCPC model to mimic mechanical support in the inferior vena cava of 
the TCPC. 
4. The measurement of fluid velocities within the TCPC using particle image velocimetry 
to determine the velocity vectors and fluid streamlines. The collected data was then used 
to calculate fluid stresses that are important in consideration of biocompatibility and 
blood damage. 
5. The development of a MATLAB based program to calculate velocity magnitude, 
Reynolds normal and shear stresses, viscous shear stresses, and vorticity using discrete 
data from the PIV measurements. 
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6. The comparison of the PIV measurements in the TCPC glass prototype to the numerical 
model of the TCPC.  The numerical modeling was not performed as part of this thesis 
project. 
This research project represents the early stages of research toward the development of an 
effective bridge-to-transplant or bridge-to-recovery as a therapeutic option for thousands of 
infants, children, and adults in the United States suffering from heart failure and addresses a 
significant human health problem. 
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CHAPTER 3: Methods and Materials 
This chapter addresses the experimental methods that were employed to accomplish the 
specific aims of this thesis project. A detailed description of each step in preparation for the 
experiments is provided, including the design and construction of the experimental TCPC model, 
the pump test rig, and the particle image velocimetry experimental setup.  A description of the 
experimental methodology is also provided. 
 
A. Experiment Development 
3.1.1 TCPC Model Design 
The first step in the project involved the design of a geometrically accurate TCPC model. 
In designing the appropriate geometry for our idealized TCPC model, several characteristics 
were examined. The selection of the geometric characteristics for the TCPC model is important 
because different diameters and curvatures of the glass tubes will generate different flow patterns 
and substantially different results. The model is designed after a similar model pioneered by 
Ensley, et al. [11] using MRI data from an 8-year-old child. This model is referenced often in the 
literature is usually referred to as the planar TCPC model or simply the standard TCPC model 
[11, 12, 22]. The inlet and outlet tubes were chosen to be 13.35 mm in diameter. Additionally, an 
offset of one diameter from center was incorporated into the vena cavae, according to standard 
clinical practice. The inside of the model was given curvatures of half a diameter equal to 6.65 
mm. Flaring the SVC and IVC connections has been shown previously in the literature to reduce 
hydraulic power losses which can occur as flow travels through the TCPC and to limit the 
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boundary layer separation caused by the abrupt change in flow direction at a 90 degree bend 
[11]. Figure 6 illustrates the computer-aided design (CAD) using SolidWorks (DSS, Concord, 
MA). This CAD model was the basis for prototype manufacturing. 
           
    Figure 6: TCPC Model 6: A) top view, B) isometric view  
 
Using the CAD model, a glass manufacturer, Research Glass Incorporated (Richmond, 
VA) was contracted for construction. A glass model of the TCPC was handcrafted from 13 mm 
medium wall borosilicate glass. Two tubes of diameter 13 mm were fused to a third tube to create 
the vena cavae and the pulmonary arteries. Glass tubes normally have a small but tolerable 
change in diameter along their length due to the extrusion process that is used to make them. The 
model was formed with a one caval diameter offset from center of the vena cavae and flared 
curvatures. An acrylic box was also constructed around the glass model to compensate for the 
distortion generated by the curvature of the model by immersing it in fluid of matching refractive 
index [23]. This approach, in conjunction with the use of a box, is quite commonly done and 
A B 
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improves the accuracy of PIV measurements by reducing distortion. Figure 7 illustrates the 
constructed glass TCPC and acrylic box. 
    
 
Figure 7: Idealized Glass Total Cavopulmonary Connection Model. An acrylic box surrounds 
the planar TCPC configuration, which has the standard one-diameter offset 
  
 
 
      3.1.2 Axial Flow Pump Design 
 
The design of the prototype impeller used in this study follows the same method outlined 
by Kapadia et al. [24] and Throckmorton et al. [6]. Outside of the scope of this thesis, the design 
of the impeller was performed by other personnel in the lab. Several impeller designs have been 
completed through an iterative optimization process using pump design equations and 
computation fluid dynamics (CFD) analysis. For this thesis project, the three bladed-impeller 
prototype was selected.  Design specifications for the three-bladed pump are found below in 
Table 1.  A plastic prototype of the impeller, made of watershed resin, was constructed through 
rapid prototyping by a commercial manufacturer (Applied Rapid Technologies, Fredericksburg, 
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VA). Figure 8 shows a picture of the three-bladed impeller prototype that was used in this study 
to mechanically augment pressure in the IVC of the TCPC glass model. 
 
                              
           Figure 8: Axial flow pump                                      Figure 9: Pump Impeller 
 
 
 
Table 1: Pump Characteristics 
Characteristics 3-Bladed Impeller 
Number of Blades 3 
Hub Diameter (Leading edge) (mm) 4.75 
Hub Diameter (Trailing edge) (mm) 8 
Blade Height (mm) 3 
Blade Thickness (mm) 1 
Tip Clearance (mm) 2 
Length (mm) 29.8 
 
 
 
3.2 Pump Assembly 
 
The pump assembly was designed and constructed by an industrial partner (3D Design 
and Manufacturing, Powhatan, VA). The design for the housing was based upon previous testing 
configurations and included a sleeve to cover the rotating drive-shaft and thus eliminate any 
added vorticity caused by the rotating shaft. The shaft was connected to the motor using a split 
shaft coupling and aligned using ball bearings. A high speed, brushless DC motor (MicroMo 
Electronics, Inc. Clearwater, FL) was employed to drive the shaft at varying speeds. The pump 
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was mounted on the end of the shaft utilizing left handed threads to complement the clockwise 
rotation of the shaft, thereby preventing the impeller from unscrewing itself at high rotational 
speeds. A clear acrylic tube was then slid over the impeller prototype and locked into place using 
a mounting ring. The opposite end was sealed to the glass connection of the IVC using a 
commercial sealant. Figure 10 demonstrates a top-view of the pump mounted to the drive-shaft 
and the motor-drive configuration for the prototype. 
   
 
Figure 10: Pump housing: Left: Solidworks CAD model; Right: Constructed Piece; Components 
are: (A) motor, (B) inlet connection, (C) shaft sleeve, (D) shaft, (E) impeller  
  
 
 
3.3 Steady Fluid Flow Loop 
 
A hydraulic flow loop was designed and constructed to circulate the experimental fluid 
through the model at the predetermined flow rates. The system was powered by a constant flow 
pump (Model BC-3C-MD, March Mfg., Chicago, Ill). One meter long extension tubes were 
attached to the SVC and IVC connections on the model to obtain a laminar flow profile of the 
fluid entering the model. All experiments were conducted on the flow loop shown in Figure 11. 
The flow conditions were carefully monitored to ensure steady-state flow conditions. A constant 
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pressure head tank gave the system a constant pressure gradient and limited inflow conditions. 
The flow rates were measured using an ultrasonic flowmeter (Transonic Systems, Ithaca, NY) 
and two probes (PXL-16) located on the SVC and IVC of the model. Once the flow rates in the 
SVC and IVC connections were set to the correct inflows, the flow probes were shifted to the 
RPA and LPA to measure the outgoing flow from the model. 
 
Figure 11: Flow loop schematic   
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Figure 12: Experimental Setup 
 
 
 The working fluid for the experiments was a commonly used 40% glycerin and 60% de-
ionized water to produce a solution which matched the kinematic viscosity of blood in large 
vessels. The working fluid has a kinematic viscosity of 3.5cSt (+/-.1cSt). The fluid density was 
1090 kg/m3 with a dynamic viscosity of 3.2 cP. The viscosity of the working fluid was measured 
using a Canon-Fenske viscometer (Model 25, Fisher Scientific, Pittsburgh, Pa). Details about the 
procedure for mixing the fluid and validation of fluid properties are available in Appendix A. 
The index matched water-glycerin was chosen over other solutions for its ability to simulate 
blood as a Newtonian fluid and its successful use by other researchers performing PIV studies in 
vessel configurations [9] [25] [26]. 
At the beginning, an aqueous sodium iodide solution was considered, but it was deemed 
unnecessary given the simplified geometrical characteristics of the model. Since the laser sheet 
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for the PIV measurement is passing through the center line of the model, there would be limited 
reflection and refraction off of the curved surface. Any light artifacts that did occur were 
dampened out by the fluid surrounding the model in the acrylic box. A sodium iodide solution is 
necessary for more complex geometries in which there are multiple curvatures, or an uneven 
surface, such as in an anatomical model. These irregularities in the surface area allow the light to 
refract uncontrollably creating noise, and thus it is therefore necessary to match the fluid as 
closely as possible to the model substrate to raise the signal to noise ratio and increase accuracy 
[23, 25]. 
 
 
3.4    Design of Experiment 
 
All of the experiments were run under steady-state, steady flow conditions. The 
horizontal placement of the TCPC in the test rig corresponded anatomically to a patient lying in 
the supine position at rest. Physiologically-valid cardiac outputs or flow rates were selected at 3, 
5, and 7 L/min. Fontan patients are more likely to have cardiac outputs of approximately 3 to 5 
L/min at rest conditions, depending upon age or size and activity level. The higher flow rate of 7 
L/min was examined to consider exercise conditions. 
As was noted in the introduction, the cardiac output returning to the single ventricle 
comes from the superior vena cava (SVC) due to draining from the head and upper body and the 
inferior vena cava (IVC) due to return blood flow from the lower body and extremities. We 
constructed the hydraulic flow loop to allow for the appropriate flow distribution in the TCPC.  
This distribution, or the percentage of blood flow from the IVC and SVC, are subject to several 
factors, including age, body surface area, and the condition of the ventricle. Most healthy infants 
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are born with a flow distribution of 50% / 50% in the SVC / IVC flow, which adjusts to 
40%/60%, respectively, in teenagers and 30% / 70% in adults. All measurements were taken 
based on flow distributions of 50% / 50%, 40% / 60%, and 30% / 70% in the SVC / IVC vessels, 
respectively.   
Similarly, while the incoming blood flow to the TCPC junction is subject to a flow 
distribution, the outgoing flow from the TCPC junction into the left and right pulmonary arteries 
(LPA and RPA, respectively) is also dependent upon a flow distribution. Recall that blood flow 
from the LPA and RPA supplies the lungs with blood to facilitate gas exchange. Any variability 
in the outgoing flow distribution arises from flow resistance due to lung structure and 
morphology or vascular need in the pulmonary vessel beds. For these experiments, the outgoing 
flow distribution of the LPA and RPA vessels was set to 50% / 50%, which would be expected to 
dominate a normal physiological state for Fontan patients. All flow rates through the hydraulic 
loop were measured using Transonic flow probes and meters. 
The operating conditions for the pump prototype were chosen based upon CFD analyses 
which are outside the scope of this thesis. The operation conditions of 4000 and 6000 rotations 
per minute were chosen for all experiments.  
 
B. Experimental Methods 
3.5 Particle Image Velocimetry 
Particle image velocimetry (PIV) has earned its place among other flow visualization 
techniques because of its ability to collect quantitative data on the instantaneous velocity field for 
a given flow field [20, 27]. The premise of PIV is rooted deep in physics drawing upon the key 
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areas of optics, kinematics, and fluid mechanics. The average velocity for the movement of a 
particle in space can be simply calculated as the distance that the particle traversed divide by 
time necessary to do so. This simple principle is applied to high velocity flows by capturing the 
movement of particles with in a two dimensional fluid field at two successive instances in time. 
If the amount of time is extremely small relative to the time necessary to move through the 
measurement region, then it is possible to approximate the local velocity of the particle as an 
instantaneous velocity of the flow field for that region by comparing the particle displacement in 
space between the two image captures.   
PIV uses a high energy laser sheet to illuminate a plane within a fluid that is concentrated 
with seed particles. Two laser pulses are triggered at a known amount of time apart and 
synchronized with a high speed camera to capture to successive images of the seeded flow. The 
two images are compared against each other to determine the particle displacement over the time 
interval. A special algorithm then divides the images into sectors and computes the velocity 
vectors for each individual region of flow.  
 
Figure 13: Particle Image Velocimetry Image Capture [21] 
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The velocity vectors allow for the formation of velocity plots to visualize the fluid 
dynamics within the image plane of interest. Such velocity mapping is also critically important in 
the design of a blood pump by providing essential information about the localized fluid 
velocities, such as velocity gradients, flow directionality, and identification of flow vortices, 
irregular flow patterns and flow stagnation.  These irregular flow conditions have consequences 
beyond hydraulic efficiency and may create conditions of high fluid shear stresses, leading to 
blood cell trauma, and low fluid shear levels, which may be an indication of flow stasis, resulting 
in clot formations [28, 29]. 
Figure 14 displays a flowchart of the experimental methods that were involved in 
carrying out the particle image velocimetry measurements in this thesis. It is important to 
remember that PIV is dependent upon the experimental setup, therefore the development of a 
PIV system is an iterative process leading up to the actual measurements. After the PIV 
measurements are made, the image data needs to be carefully processed to extract the velocity 
data.  
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Figure 14: A flowchart of the experimental methods 
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3.5.1 Hardware 
The PIV measurements in this thesis were taken using a commercially available DPIV 
system which was manufactured by TSI, Incorporated, (TSI, Inc., Shoreview, MN).  The laser 
was a double pulsed Nd:YAG laser (New Wave Research, Inc., Fremont, CA) with a maximum 
laser pulse intensity of 50 mJ/pulse. There are two key parts of the laser which are electronically 
controlled. These are the flashlamp and the Q-switch. The flashlamp generates the energy that is 
converted into the laser pulse. The Nd:YAG lasers emit at 532 nm corresponding to the color 
green in the visible spectrum. The Q-switch acts as a shutter to release the laser pulse.  
The software package that was used for data acquisition and analysis was Insight 3G, 
version 9.0.5.1. A computer controlled synchronizer (TSI Model No. 610035) was employed to 
set the timing for the data acquisition and to interface the camera and the laser with the 
computer. The synchronizer was used to control the timing between the laser pulses and image 
capture of the camera. Without the synchronizer, there would be no way to keep the laser and 
camera in the proper sequence. A high speed camera (TSI Model No. 630066, PowerView 
1.4MP) was positioned perpendicular to the laser sheet. The CCD chip in the camera had an 
available resolution of 2048*2048 pixels. A short range lens was connected to the camera (AF 
Micro Nikkor 60mm lens, Nikon Camera Co., Melville, NY). 
 
3.5.2 Frame Straddling Technique 
In an effort to deal with both the temporal and hardware constraints of the PIV system, a 
technique called frame straddling was used. During the application of this technique, the laser is 
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limited by the recharging time for the flashlamp, which creates the laser pulse. Similarly, the 
camera is limited by the frame capture rate and its data transfer rate, which are both fixed values. 
These factors severely limit the time between image captures. The typical PIV measurement is as 
follows: the laser is fired and a region of the flow is illuminated, which is simultaneously 
captured by the camera creating the first image. The laser shuts down briefly and then fires a 
second time, with the camera capturing the second image. Using two lasers, the frame straddling 
approach is able to reduce the time between frames significantly. Firing two separate lasers 
eliminates the problem of waiting for the flashlamp to recharge between pulses and the camera is 
able to continuously read out the image data by controlling the opening and closing of the 
shutter. The diagram in Figure 15, effectively illustrates the frame-straddling technique, where 
the first laser pulse is fired at the end of the first frame of the CCD camera and then the second 
laser pulse is delayed by the delta t value and then it is fired near the beginning of the second 
frame.  
 
Figure 15: Frame Straddling Technique   
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3.5.3 Parameters for Data Acquisition 
 
There were three main temporal settings that were controlled during the PIV 
measurement.  Each PIV measurement occurred by taking two successive images at a known 
value of time apart. This value of time is called the delta t value which was chosen based upon 
the estimated velocity magnitude of the flow being measured. For the PIV measurements, the 
delta t value was determined experimentally. The delta t value is critical to image processing and 
analysis that occurs after the measurement. Since two lasers were used during the measurement, 
and since the image was only visible during the duration of the laser pulse, the delta t value 
became the distance between images and set the amount of time available for particle 
displacement.   
  The second temporal setting was the laser pulse delay. This parameter was used to 
specify an amount of time to wait before activating the first laser in a pulse sequence. This 
allowed time for the particles to disperse in the flow during an experiment since the particles 
were directly injected. This value of time was set to 250 microseconds. The third temporal 
setting was the PIV camera time. This parameter was used to set the amount of time that the 
camera shutter was open for the first frame that was captured. The value of time was set to 500 
microseconds. 
The laser was used on higher power such that it was able to deliver the maximum energy 
per pulse. The lens aperture was adjusted to limit the amount of light that can enter camera. Too 
much high intensity light can damage or destroy the CCD chip. An f-stop value of 32 was 
deemed acceptable for all experiments.  
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 The water-glycerin solution fluid was mixed and placed into the rig.  The fluid was 
seeded with neutrally buoyant silver coated glass spheres (TSI, Model No. 10084) with a 
nominal diameter of 8-10 microns. To prevent overseeding, particles were removed from the 
system after each experiment using a filter, which also served to block any contaminants from 
entering the system. Initially, 2 mL of concentrated particles in deionized water were injected 
into the system. For every 2 hours during the experiment, an additional 1 mL of concentrated 
particles was added to compensate for particle deposition within the system. Adequate seeding 
was determined by capturing a set of ten test images using the PIV system. A grid was then 
created on the images using Insight 3G software to determine the relative spatial motion of the 
particles. The rules put into place by Adrian et al. [30] were then utilized (See Appendix B). The 
size of the applied grid is set to an estimated size of the interrogation window which will be 
created during the image processing stage.  
Using this method it was also possible to determine the appropriate delta t value for that 
particular experimental case. The delta t value is directly related to the interrogation window size 
that will be used during processing. If there is insufficient seeding, then it is necessary to use a 
large interrogation window during processing to obtain the velocity vectors. The delta t was 
determined by estimating the fluid velocity in the model and then estimating an appropriate delta 
t value for that velocity. A table of estimated values of velocity based on the flow rate is shown 
in Table 2. The Reynolds number measures the ratio of the inertial forces to the viscous forces in 
the fluid flow and determines the steadiness of the flow. The approximate Reynolds numbers for 
the flow rates were calculated using the tube diameter as the characteristic length.  
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By capturing test images and the application of a grid, the distance that a group of 
particles moved in a region was compared between the two successive images. If seeding was 
deemed to be insufficient, then particles were added to the system. If the relative motion of the 
particles was outside of the estimate interrogation window on the grid, then the delta t value was 
reduced. Optimum delta t values for the experimental conditions are available in Table 3.  
 
 
                                    Table 2: Fluid Flow Characteristics 
Flow rate 
(L/min) Velocity (m/s) Reynolds Number 
1 1.15E-01 4.90E+02 
2 2.29E-01 9.81E+02 
3 3.44E-01 1.47E+03 
4 4.59E-01 1.96E+03 
5 5.74E-01 2.45E+03 
6 6.88E-01 2.94E+03 
7 8.03E-01 3.43E+03 
 
 
           Table 3: Delta T values 
Flowrate (L/min) Delta T(μs) 
3 350 
5 300 
7 250 
 
 
The TCPC glass model was imaged along the center plane such that the laser sheet 
passed directly through the mid-span (central cross-section) of the model. The laser was 
positioned at a distance of 500 mm such that the model would be at the focal length of the 
spherical lens and the thinnest part of the laser sheet. This arrangement minimized errors 
associated with laser light propagation since the waist of the laser sheet fell directly in the center 
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of the region of interest. The camera was positioned at a distance of 30 cm such that the 
acquisition plane was at the proper focal length. The camera was also placed perpendicular to the 
model and laser sheet to minimize image distortion and other measurement errors. The laser 
power and the camera aperture were adjusted to avoid over-saturating the CCD chip in the 
camera.  
A spatial calibration was performed using a metal ruler which was located at the same 
location as the acquisition plane was to be located. The model was filled with the analog fluid, 
and the calibration images were collected. A two point calibration technique was used in 
Insight3G to determine the correct pixel/mm conversion, as recommended by TSI Incorporated. 
The internal diameter of the model could have also been used, but there is a much tighter 
tolerance using a known calibration target.  Moreover, it would have been necessary to capture 
several images to gain an average distance. 
The laser sheet was created using a set of lens attached to the head of the laser. The 
cylindrical lens controlled the light-sheet divergence angle, and the spherical lens controlled the 
light-sheet thickness. The lens and the lens assembly were manufactured by TSI.  Both lenses 
were 25 mm diameters lenses. The spherical lens had a focal length of -15 mm (TSI Model No. 
610081) and the spherical lens had a focal length of +500 mm (TSI Model No. 610062). The 
lenses were attached directly to the laser aperture on the front of the laser and were locked into 
position using setscrews. 
Test images were acquired to determine the number of images necessary to minimize 
experimental error from the ensemble averaging of the vector velocity magnitudes from each 
image during data analysis. Using the frame straddling technique, images were captured and 
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processed in successive sets at 1, 5, 10, 50, 100, 150, 200, 250, 300, 350, 400, 450, 500, and 
1000 images per a run. It was noted upon comparison that the average velocity magnitudes of 
each image set had a decreasing standard deviation between them. Moreover, it was noted that 
images acquired between 200 and 300 differed very little in average velocity magnitude, with an 
even smaller change noted at 400 images. It was also noted that passed 500 images, the final 
image clarity began to sharply decrease. Three hundred images appears a significantly large 
sample size to limit the variations in the velocity magnitude.   
The sharp decrease in image quality passed 500 images was to be expected. The camera 
captures at a fixed frame rate of 500 frames per second, exceeding 500 images, violates the 
Nyquist criteria, resulting in aliasing of the images, since the images are acquired in double pairs. 
The presence of noise within the measurements is amplified through the compounding of large 
numbers of images. A plot of the percent difference in standard deviation between the 
measurements is shown in Figure 16. Error bars of 5% were included in the plot since this 
corresponds to a reasonable value of error for PIV measurements as is cited in the literature [27, 
31]. The sample size was chosen to be 300 images to satisfy data sampling needs in order to 
maintain resolution and to conserve hard disk storage space. In the literature, the use of 300 
images is commonly used [32, 33].  
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Figure 16: Percent standard deviation of velocity magnitude versus number of imaged captured 
chart 
 
3.6 Experimental Procedure 
 
Care was taken to remove all air bubbles from the system. Initially, the hydraulic flow 
loop was operated with only the housing present and the pump and shaft assembly removed. A 
machined cap was screwed into place to cover the hole left by the removed shaft sleeve. PIV 
measurements were performed based upon aforementioned flow rates and distributions from the 
SVC / IVC and into the LPA / RPA. Baseline measurements were taken without the pump for 
comparison to numerical simulations of a geometrically similar model.    
After the baseline measurements, the impeller prototype was mounted to the drive-shaft 
and operated at rotational speeds of 4000 and 6000 RPM. The impeller prototype was located at 
a distance of 24 cm from the center of the TCPC junction. A brushless DC motor was controlled 
using a motor controller (MicroMo Electronics, Inc., Clearwater, FL) in combination with a 10 
kΩ potentiometer to regulate the speed of rotation. Three inductors were connected in-line 
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between the motor and the controller to protect the motor from being damaged due to excessive 
current draw. The rotational speed was measured using a digital oscilloscope to read the Hall 
sensors located inside the motor. 
In addition, using a calibrated pressure transducer (DP15‐36, Validyne Engineering, 
Northridge CA), the pressure rise across the impeller prototype was measured as a function of 
increasing rotational speed. A Labjack A/D board (Labjack, Inc., Lakewood, CO) was employed 
for the pressure measurement. The following table describes all flow and pump operating 
conditions evaluated and measured during these PIV experiments. 
 
 
Table 4: Experiment Settings 
No Pump Configuration Pump Configuration 
 Flow Rate 
(L/min)  
Flow Split 
(SVC/IVC) 
Flow Rate 
(L/min) 
Flow Split 
(SVC/IVC) 
Rotational 
Speed (RPM) 
3 
30/70 
3 
30/70 4000 / 6000 
40/60 40/60 4000 / 6000 
50/50 50/50 4000 / 6000 
5 
30/70 
5 
30/70 4000 / 6000 
40/60 40/60 4000 / 6000 
50/50 50/50 4000 / 6000 
7 
30/70 
7 
30/70 4000 / 6000 
40/60 40/60 4000 / 6000 
50/50 50/50 4000 / 6000 
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Using the previously discussed experimental setup, PIV measurements were taken of the 
TCPC model using the frame-straddling technique which utilized delta t values appropriate to the 
corresponding flows within the model. Three hundred successive image pairs were capture and 
stored to the computer hard disk. These images were then processed to retrieve the velocity 
magnitude data.  
As is shown in Figure 17, the processing of the PIV measurement data was performed in 
3 separate distinct stages. Vector preprocessing prepared the velocity data for the vector 
processor. The vector processor determined the velocity by computing the cross-correlation 
function from the movement of the particles. The post-processor eliminated any erroneous 
vectors which may have been created during the processing stage. 
 
Figure 17: PIV processing methods flowchart 
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3.7 Vector Processing 
 
3.7.1 Image Preprocessing 
 
Image preprocessing involved the creation of a “mask” around the TCPC in the captured 
image to eliminate the noisy areas outside of the model in the fluid space. A mask is a shielding 
technique located within the Insight 3G computer program, which allows the user to select the 
areas which are of particular interest within the image. Everything outside of the mask is ignored 
by the computer during image processing and analysis. The mask is not a necessary step in 
processing in the image, but it adds aesthetic value by giving a clean image and helps to 
eliminate spurious vectors outside of the measurement area which can occur during processing. 
A mask corresponding to the solid boundaries (model walls) was defined and applied to all of the 
images before image processing. 
   
3.7.2 Image Processing 
In order to secure the velocity vector data from the image data, the Insight 3G software 
used a statistical approach called double frame cross-correlation processing. Initially, the image 
pairs were split into small regions called interrogation windows using a grid. The choice of the 
size of the interrogation windows and the distribution of the measurement grid on the image 
pairs directly affects the spatial resolution of the measurement and errors of the measurement. 
Each interrogation window contained one and only one velocity vector after processing was 
completed.   
The double frame-cross correlation processing was able to generate the average 
displacement and the average velocity within each interrogation window. Figure 18 illustrates 
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the vector search process. The displacement of the particles was calculated by tracking the 
movement of the particles from one frame to the other. Using the delta t value, it was possible to 
calculate the local velocity within each interrogation region. It is noted that each local velocity is 
independent of the others, yet all were simultaneous velocities to the image. The particle 
displacement within each interrogation window was calculated using discrete correlation 
algorithms which utilized Fast Fourier Transforms (FFT).   
The analysis of a single particle image pair was done using FFT operating in the 
frequency domain as part of the correlation function. A two-dimensional discrete spatial cross 
correlation function is given in Equation 1.1.  
 1 2
1 1
( , ) ( , ) ( , )
I ID D
i j
k l I i j I i k j l
= =
Φ = + +∑∑   (0.1) 
DI is the size of the interrogation window in pixels, I1 is an array defining the first image, and i 
and j are the indices from i=1, j=1 to the length of the window. If computed correctly for each 
offset value of k and l, then the function will have a maximum value when the values of k and l, 
respectively correspond to the mean displacement in the x and y direction of the particles 
between the image pair. The coordinates of the position of the peak of the correlation function 
are represented as a measure of the particle displacement in the image plane. This results in two 
components of particle displacement for each of the interrogation windows within the image. 
The use a computer allowed for the spatial cross-correlation to be computed more efficiently 
using FFT as in Equation 1.2.  
 1 *1 2( , ) ( ) ( )k l F F I F I
−  Φ =    (0.2) 
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F is the Fourier transform, F-1 is the inverse Fourier transform, and F* is the complex conjugate 
of the Fourier transform. This method led to a discrete function, and the mean displacement was 
given directly as an integer. Interpolation schemes were fitted to a continuous function to the 
discrete correlation function in the region of the correlation peak and then using the location of 
the maximum value of this continuous function as the peak location. These curves are usually 
parabolic and the peak location of these continuous functions is not restrained to integer values. 
The physical distance in space was related to the measured displacement field in pixels through 
the spatial calibration image which provided a conversion from pixels to millimeters. 
  
 
Figure 18: Vector search process: Displacement of particles is determined using Fast Fourier 
Transforms to calculate the cross-correlation function which results in the cross correlation peak. 
This peak is used to plot one vector per interrogation window [34] 
 
 
 
For this project, the size of the interrogation window was determined by the criteria 
developed by Keane and Adrian [30]. The rules specified in this article were used to select the 
appropriate window size for a single-pass correlation. The rules state that for an image pair the 
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following must be true: 1) the final interrogation window should be the smallest possible to 
resolve small flow structures and to ensure that the average velocity in each window properly 
represents the motion of the particles throughout the entire interrogation window; 2) there should 
be more than ten particle image pairs per interrogation window; 3) the maximum in plane 
displacement should be less than ¼ of the interrogation window size; 4) the maximum out of 
plane displacement should be less than ¼ of the lightsheet thickness; and 5) the minimum in-
plane displacement should be two particle-image diameters. 
To apply the rules, an initial guess of a 32x32 window size was made and then an equally 
sized grid was applied to the image pair. With the grid in place it was noted, by visual inspection, 
whether the rules were satisfied. This is common practice when completing PIV measurements. 
It was found that for the 32x32 interrogation each window had at least ten particles present, and 
that the particles did not move more than one quarter of the interrogation window between 
images, with minimal out of plane displacement. A 16x16 window size was attempted next but 
this window size was found to violate the rules since particles moved more than the ¼ distance 
allowed within the window.  
After selecting the interrogation window size, the PIV processor was setup within Insight 3G. 
As seen in Figure 19, there are several stages to determining the velocity vectors from the 
interrogation windows. For this thesis, the Grid Engine created the grid of interrogation windows 
over both of the images and shifts the images to overlap each other. The Grid Engine was set to 
create a grid of 32x32 interrogation windows over each image. The grids aligned the images with 
a 50% overlap to satisfy the Nyquist sampling criteria for cross-correlation. The Spot engine 
identifies the particle pairs within each image. It was set to ‘No Mask’ to prevent filtering of the 
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pixels in the interrogation windows. The Cross-Correlation engine computes the correlation 
function between the images. The cross-correlation engine was set to perform the correlation 
function using Fast Fourier Transforms. The Peak Engine identifies the peak that is generated by 
the FFT correlation. The Peak Engine was set to identify the correlation peak by comparing it to 
a Gaussian peak.  
  
Figure 19: PIV Processing Flowchart 
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3.7.3 Vector Post-processing 
 
Validation of vectors as well as removal of erroneous vectors can be done only on the 
final vector field and was performed for this study.  Cross-correlation has the potential for self-
propagating error due to incorrect correlation of particles. Unphysical vectors may be generated 
from light refractions in the model or by vectors that moved outside of the acquisition plane in 
between the two captured image and were misinterpreted by the computer. As such, we used the 
following methodology to screen vector outliers using a median filter.  
This vector post-processing filter was configured in the Insight 3G vector post-processing 
processor. The local vector validation option utilizing the universal median test for vector 
validation was set to calculate the mean and the standard deviation of the x and y components of 
velocity in a 3x3 perimeter around each interrogation window. The tolerance limits for the 
standard deviation of velocity was specified to be 2 standard deviations from the mean value. 
The vector conditioning option was set to fill in holes in a 3x3 region with a valid secondary 
peak, or the local median. 
The post-processing stage was performed in three main stages. A flow chart of the vector 
filter scheme is provided in Figure 20. First, the average and standard deviation of the 8 nearest 
neighbors to each vector were calculated for every vector in the flow field. If the vector was 
found to have a value that is outside allowable standard deviation from the mean, it was removed 
as outlier. A second pass removed vectors that did not have enough neighboring vectors for 
validation. A third pass attempted to fill in the spaces where vectors were removed. If all of the 
unphysical vectors are removed, then the standard deviation of the remaining vectors should be 
less than those of the first pass. The vector insertion criteria was set to two standard deviations. 
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Since three of the correlation peaks that were generated during the vector processing were stored 
in memory from the calculations, if the first peak was found not to be usable then one of the 
remaining two peaks was used. The fourth and final pass removed any group with less than 3 or 
4 vectors and eliminated any erroneous vectors. The vector conditioning function was then used 
to fill in the remaining empty spaces with the median value of the remaining vectors. Finally, all 
PIV results were loaded into TecPlot 10 (TecPlot, Inc., Bellevue, WA), [34].   
 
 
Figure 20: Post-processing Flowchart 
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3.8 MatLab Program 
 
As an extension of the calculating abilities available in TecPlot, a MatLab program was 
developed to calculate quantities that were not available in the PIV processing toolbox. The 
program accepts a vector file from Insight 3G detailing the x and y components of the vector 
position and the x and y components of velocity. The following paragraphs provide a list of the 
fundamental equations that were use in the development of the MatLab program. The program 
was used to calculate the list of quantities to further characterize the fluid dynamics in the 
illuminated plane. These quantities are listed in Table 5. These quantities were calculated using 
the following equations which are broken down to describe the individual components.  
   
 
 
Table 5: MatLab Program Calculations 
Calculated Quantities 
Velocity Magnitude 
Standard Deviation of Velocity Magnitude 
Viscous Shear Stress 
Principal Reynolds Normal Stress 
Principal Reynolds Shear Stress 
Vorticity 
 
 
Equation 1.3 and 1.4 detail the calculation of the x and y components of the 
instantaneous velocity vector field. M represents the mapping function from real to imaginary 
space, delta t is the time separation between images, delta x and delta y are the i,j components of 
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the measured displacement field. Here the imaginary space refers to digital matrix space that was 
used to convert physical distances in millimeters to pixels through the spatial calibration.     
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The nature of the instantaneous velocity data can be noted in Equation 1.5. This equation states 
that the instantaneous velocity at any given instant in time is composed of a mean velocity U and 
an unsteady velocity ũ. The magnitude and the standard deviation of the instantaneous velocity 
are statistical descriptions of the flow and can be found from a continuous function of the 
instantaneous velocity ũ.  Therefore, u’ becomes the standard deviation of the instantaneous 
velocity. U’ is also equal to the standard deviation of u and the RMS of u because the time 
averaged mean of u is close to zero. Using this relationship, estimates of the mean and 
fluctuating components of velocity using time series measurements of the instantaneous velocity 
field were determined. 
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   Figure 21: Ensemble averaging 
     
                                                         
 
The statistics within the MatLab program were determined by a process called ensemble 
averaging. Ensemble averaging made it possible to stack the i,j vector matrices to form an i,j,k 
dimensional array, where i and j are the dimensions of the vector matrix and k  is the number of 
matrices in the stack. Using this approach, it was possible to estimate the mean velocity using the 
i,j components of the instantaneous velocity vector field. U(i,j) is the mean velocity, N is the 
vector field in the stack, and ũ(i,j,n) is the instantaneous measure of velocity within the stack.  
 
 
                                   , , ,
1
1lim
N
i j i j nN n
U u
N→∞ =
= ∑   (1.8) 
 
The standard deviation of velocity is calculated from Equation 1.9.  
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Given the arrangement of the vector, it was possible to simultaneously calculate the mean 
velocity components of u and v for the given set of vector fields. A definitive estimate of the 
fluctuating component u was also obtained through these calculations [35]. 
The Reynolds normal and shear stresses were determined using Equations 1.10-1.12. 
There are six components to the two dimensional Reynolds stress matrix. The matrix is a second 
order tensor made up of 6 components, 3 normal stresses and 3 shears stresses. 
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Equations 1.13 and 1.14 mathematically relate the standard deviation to the Reynolds stresses. 
  
 2uuu sρ ρ− =  (1.13) 
 
 2vvv sρ ρ− =  (1.14) 
The separation of the mean and turbulent velocities as seen in Equation 1.3 was employed as 
part of the Reynolds Averaged Navier Stokes (RANS) equations, which are commonly used in 
computational fluid dynamic models. It is important to note that Reynolds stress are not physical 
stresses but are expressions of an interpreted force. These stresses are the expression of the 
additional momentum transfer due to nonlinear turbulent fluctuations. There affect on the flow is 
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analogous to molecular transport. The mathematical structure is the same as physical stresses 
which appear in solid mechanics and they may behave similarly in the constitutive equations, so 
as to closely resemble Reynolds stresses.  
 The magnitude of Reynolds shears stresses is dependent upon the coordinate system used 
to evaluate them [36]. Therefore, the maximum value of the measured Reynolds shear stresses is 
a function of the orientation of the measurement system to the flow. This fact becomes 
problematic when the measurement coordinate system does not match the coordinate system of 
the flow. Moreover, the maximum values in the coordinate system may not coincide with the 
maximum values of the Reynolds stresses. The maximum values of the normal and shear stresses 
can be calculated within the flow using the normal and shear stress data. As seen in Equations 
1.15 and 1.16, the maximum values of normal shear stress are the principal Reynolds normal 
stress (PRNS) and the principal Reynolds shear stress (PRSS), which are defined along the 
principal axes of the stress tensor. Since the measurements were limited to only two dimensions, 
it is safe to assume that the calculated values for the Reynolds normal and shear stresses will be 
less than or equal to the values that are present in the full nine component tensor [36]. Equations 
1.15 and 1.16 were applied to the two dimensional velocity data in MatLab to calculate the 
Principal Reynolds Shear stress and the Principal Reynolds Normal stress. 
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The variables ů and v denote the components of the velocity fluctuations in the 
coordinate system defined by the principal axes of the stress tensor and u and v are the 
fluctuations of the measurements of the coordinate system.  
 Among the other quantities, which may be derived from the two dimensional velocity 
data, are the viscous shear and the vorticity of the flow. The viscous shear stresses were found by 
taking the spatial derivatives of either the mean or the instantaneous flow field. These derivatives 
are approximated using Equations 1.17 and 1.18 which use discrete data points. 
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Vorticity is defined as the curl of the velocity vector. Since the resultant data set was only in two 
dimensions and a planar measurement of velocity, only the out-of-plane component of vorticity 
was calculated.  
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For the results section, the Matlab program was used to generate the plots of Principal 
Reynolds Normal Stress and Principal Reynolds Shear Stress. The plots of velocity magnitude, 
viscous shear stress, and vorticity were available in the Tecplot PIV toolbox. The main program 
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which was developed to calculate the desired flow quantities was titled ‘Vector Calc.m’. A 
separate program was developed specifically for plotting the data called ‘Vector Plotter.m’. 
Plotting the data was accomplished by rearranging the data structure that was generated by 
Vector Calc into separate data arrays. The desired quantities could then be plotted using the 
MatLab plot command. (The MatLab code is available in Appendix C). 
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CHAPTER 4: Results 
 
The results of the particle image velocimetry experiments are presented in this section. 
The velocity and vorticity data for all cases were plotted as contour plots with colors denoting 
magnitude. Streamlines were inserted to denote the flow path. These plots were created using 
TecPlot 10. The remaining plots were created using the MatLab program and use vectors to 
denote the fluid flow path. 
 
4.1     Comparison of CFD Predictions and PIV Measurements of the 
    Idealized TCPC 
  Figure 22 shows a comparison of the CFD predictions to the PIV measurements for the 
case of a 3 L/min cardiac output with a 40%/60% flow split between the superior vena cava 
(SVC) and inferior vena cava (IVC). The numerical simulation indicated higher flow velocities 
along the flares of the TCPC junction and a significant reduction in fluid velocity at the junction 
itself. As has been typically characterized by other research groups [19-21], a flow vortex or low 
fluid velocities is expected in the TCPC junction. The PIV measurements demonstrated a strong 
flow vortex in the junction and a parabolic flow profile entering the TCPC.  The PIV results and 
CFD predictions suggest a concentration of the flow volume on the upper vessel surfaces of the 
RPA as flow enters the TCPC from the IVC.  Similarly, the PIV results and CFD predictions 
indicated a concentration of the incoming SVC flow into the lower vessel surfaces of the LPA.  
The agreement between the CFD simulation and the PIV results was found to be acceptable for 
the physiologic conditions evaluated in this study.  Therefore, the pump was introduced into the 
51 
 
 
IVC and additional PIV measurements were taken. Figure 23 illustrates the configuration of the 
TCPC with a pump in the IVC. 
 
 
Figure 22: CFD Predictions versus PIV Measurements: Numerical predictions of the flow in the 
TCPC without the pump in the IVC as compared to the PIV measurements of the fluid flow 
velocity along a mid-span plane through the TCPC model. Performed under experimental 
conditions of 3LPM with a 40%/60% SVC/IVC flow split 
 
 
 
 
 Figure 23: TCPC Model Orientation with Pump Prototype 
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4.2    PIV Measurements for 3 LPM Cases 
The 3LPM cases hold the most clinically relevant data corresponding to reduced cardiac 
output in heart failure. The velocity magnitude plots for the division of the cardiac output 
between the superior and inferior vena cavae with flow splits of 30%/70%, 40%/60%, and 
50%/50% are shown in Figure 24, 25, and 26, respectively. Additionally, a plot of the trends in 
the interactive fluid dynamics between the pump and TCPC is presented in Figure 27.   
Figure 24(A) displays the control case of the TCPC without the pump present in the IVC. 
As in this figure and in the other control cases present in this study, there are  three main fluid 
flow structures present which have been previously identified by Sharma et al.[37]. These 
structures arise as the result of the geometry of the TCPC model and are important because of the 
presence of unsteady flow or turbulence which may occur from an interaction with the pump. 
The large concentration of streamlines which passes from the IVC through the center of the 
TCPC is due to the abrupt change in direction of the flow being forced to make a 90 degree bend. 
This fluid structure occurs in the SVC as well and is very prevalent in Figure 26(A), which 
displays the control case for an equal fluid flow split. There is a large recirculation region in the 
center which rotates counterclockwise which is mainly propelled by the more powerful IVC 
flow. The third fluid flow structures is present as a result of the flaring that was added to the 
model, which aids in redirecting the flow into left or right pulmonary arteries.  
 The introduction of the pump to the TCPC model causes visible changes to these fluid 
flow structures. Figure 24(B) with the pump turning at 4000rpm causes a notable shift in the 
recirculation region to the lower left side of the junction. The IVC flow is also more directed 
toward the RPA and more closely follows the flare into the RPA, and the pump helps to push 
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flow to the RPA. The contribution from the pump as is noted by the increase in the number of 
streamlines curving to the RPA. 
     Figure 24(C) with the pump turning at 6000rpm shifts the vortex even farther to the 
bottom left of the junction and into the flare of the IVC. The presence of the pump is also better 
defined with larger and more concentrated streamlines curving into the RPA. These trends of 
reducing the size of the recirculation region and forcing flow into the RPA are continued in 
Figures 25(B), and 25(C) as well as in Figures 26(B) and 26(C). 
 
 
Figure 24: Velocity Magnitude Plot: 3LPM flow rate with a 30/70 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000rpm, (C) pump 
operating at 6000rpm. Scale: mm. 
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Figure 25: Velocity Magnitude Plot: 3LPM flow rate with a 40/60 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000rpm, (C) pump 
operating at 6000rpm. Scale: mm. 
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Figure 26: Velocity Magnitude Plot: 3LPM flow rate with a 50/50 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000rpm, (C) pump 
operating at 6000rpm. Scale: mm. 
 
 
 
Figure 27 displays the velocity plots magnitude for all of the 3 LPM pump cases 
providing a direct comparison of the effects of the superior and inferior vena cavae flow splits 
with the pump rotational speeds. With the pump operating at 4000 RPM, the results indicate a 
notable shift in the flow vortex between the LPA and RPA and a reduction in the flow stagnation 
with increased rotational speed for all of the flow splits.  A rotational component in the pump 
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outflow was also observed forcing flow to the periphery.  The IVC flow was also found to be 
more directed toward the RPA and more closely followed the flare into the RPA. At 6000 RPM, 
a shifting of the standard vortex at the TCPC junction reduced in size even further and moved 
farther into the flare of the IVC, especially for the 50/50 flow split.  The presence of the pump 
was also more noticeable with larger and more concentrated streamlines along the periphery of 
the vessel and curving into the RPA.  
 
 
Figure 27: Velocity Magnitude Plot: 3LPM flow rate with 30/70, 40/60, and 50/50 flow splits 
between the SVC and IVC connections: (A) 4000 RPM for 30/70 split, (B) 6000 RPM for 30/70 
split, (C) 4000 RPM for 40/60 split, (D) 6000 RPM for 40/60 split; (E) 4000 RPM for 50/50 
split, (F) 6000 RPM for 50/50 split. 
 
 
 
In the case of the 40/60 flow split between the SVC and IVC, a flow vorticity calculation 
was performed and showed that there is considerable motion out of the measurement plane. 
Vorticity calculations of the 30/70 and 50/50 cases were also performed and were identical to the 
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40/60 case, supporting the presence of a rotational component of the flow leaving the pump. 
Figure 28 demonstrates the flow vorticity at the 3 LPM flow rate with a 40/60 flow split and 
pump rotational speeds of 4000 and 6000 RPM and the control case.  
 
  
Figure 28: Vorticity Magnitude Plot: 3LPM flow rate with a 40/60 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
 
 
Figures 29 and 30 display the Principal Reynolds normal stress (PRNS) and the Principal 
Reynolds shear stress (PRSS) plots, respectively. The PRNS and PRSS plots shown in Figure 
29(A) and 30(A) for the control case without the axial flow pump present, show that the stress 
s-1 
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distribution matches with the streamline concentrations shown in the velocity magnitude plot in 
Figure 24(B). The largest stresses are present from the flow volume striking the opposing walls 
of the model and then dividing toward either the left or the right to exit the model. 
 The introduction of the axial flow pump into the model causes the stresses to redistribute 
with the change in flow patterns. This redistribution indicates a propagation of velocity gradients 
through the TCPC junction. Figure 29(B) shows the PRNS plot for the 4000 RPM case with 
evenly distributed Reynolds normal stresses which with lower values than were present in the 
control case. The PRSS plot for the 4000 RPM case also has evenly distributed shear stresses 
with values that are lower than those seen in the control case. The stresses that are present in the 
6000 RPM case are similar to those present in the 4000 RPM case. There does not appear to be 
any added stresses along the illuminated plane due to the pump.  
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Figure 29: Principal Reynolds Normal Stress (PRNS) Plot: 3LPM flow rate with a 40/60 flow 
split between the SVC and IVC connections. (A) No pump present, (B) pump operating at 
4000RPM, (C) pump operating at 6000RPM. Scale: mm. 
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Figure 30: Principal Reynolds Shear Stress (PRSS) Plot: 3LPM flow rate with a 40/60 flow split 
between the SVC and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, 
(C) pump operating at 6000RPM. Scale: mm. 
 
 
 
4.3  PIV Measurements for 5 LPM Cases 
There is a striking difference between Figures 24(A-C), for the 3LPM case with a 30/70 
flow split between the superior and inferior vena cava, when compared to equivalent 5LPM 
cases. Figure 31(A) without the pump shows the highest velocities entering from the IVC side 
with a much more pronounced spreading of the streamlines when the flow collides with the wall 
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due to the higher incoming flow rate. The usual vortex is present, with a much larger curl from 
the IVC driving the currents counterclockwise and producing a faster rotation velocity.  
 The introduction of the axial flow pump in Figure 31(B) with the pump turning at 
4000RPM causes a notable shift in the vortex down to the lower left corner. The streamlines 
around the vortex become more disorganized showing possibly unsteady or transitional flow in 
this region. The IVC flow is more directed toward the RPA and more tightly follows the flare 
into the RPA. However, the streamlines in the RPA completely fill the region unlike the partial 
filling observed in the equivalent 3LPM case. Also present, is the noticeable contribution from 
the pump in IVC as is noted by the streamlines curving to the RPA. 
 Figure 31(C) with the pump turning at 6000PM shifts the vortex even farther to the 
bottom left and into the flare of the IVC. Due to the higher flow rate this time, there appears to 
be a large region of unsteady or transitional flow at the mouth of the IVC. The flow is clearly 
disturbed and then becomes steady as it moves away from the vortex as is seen from the 
streamlines that appear to originate in the center of the image and then move into the LPA and 
RPA. The effects of the unsteady flow in these regions is visible by the smaller stream patterns 
curving from the SVC into the LPA and the complete loss of streamlines curving toward the 
RPA, a location that was previously very stable at the lower rotational speed.  
 The respective vorticity plots for these cases show a difference in the amount of vorticity 
present. The 6000RPM case shows that largest amount of vorticity concentrated in the center, 
which was previously confirmed by the shift in streamlines.  
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Figure 31: Velocity Magnitude Plot: 5LPM flow rate with a 30/70 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
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Figure 32: Vorticity Magnitude Plot: 5LPM flow rate with a 30/70 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
 
  
 
The 5LPM case with the 40/60 flow split closely resembles the 3LPM case with the 
higher velocities being presenting the SVC and IVC due to the increase in flow rates. The 
highest velocities are visible on the upper side of the RPA and lower side of the LPA from the 
abrupt split of the SVC and IVC flows into the pulmonary arteries. An offshoot of the IVC flow 
is clearly seen moving around the central swirl into the LPA in Figure 33(A).  
The introduction of the axial flow pump into the IVC in Figures 33(B) and 33(C) 
changes the layout of the flow patterns. The influence of the IVC on the LPA is reduced with the 
s-1 
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offshoot being dissolved into the swirling fluid at the center of the model. The axial flow pump 
visibly drives flow into the RPA however there is reduced flow velocity in the IVC. The increase 
rotational speed to 6000RPM in Figure 33(C) appears to change the flow patterns in the IVC. 
The streamlines suggest that the IVC flow has picked up a clockwise rotational component from 
the pump. The streamline curvature is enough to suggest a helical spacing which may infer a 
rotation. It is noted that the velocity in the IVC is further reduced with the higher rotational speed 
and the larger flow rate. 
 
 
Figure 33: Velocity Magnitude Plot: 5LPM flow rate with a 40/60 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
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The respective vorticity plots for 40/60 case show a difference in the amount of vorticity 
present between them. The overall flow in the TCPC remains stable with the notable increase in 
the vorticity in the IVC from the pump in Figures 34(B) and 34(C). The changes to the central 
recirculation region are also visible with the changes in the streamlines. The large concentration 
of streamlines passing through the center of the TCPC, shows a decrease in vorticity with the 
pump present, which corresponds to the shift in the driving flow of the recirculation region 
because of the pump.  
 
 
 
Figure 34: Vorticity Magnitude Plot: 5LPM flow rate with a 40/60 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
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 Figure 35 displays the case with a 5LPM flow rate which is equally split between the 
SVC and IVC. The vortex is contained between these two flows and there appears to be an equal 
contribution from both flows to propel the swirling in the counterclockwise direction. The flaring 
at the mouths of the IVC and SVC are clearly directing the flows away from each other toward 
the LPA and RPA, respectively. 
 The addition of the pump rotating a 4000RPM in Figure 35(B) shows that the vortex in 
the center does not appear to be affected by the pump. This may be due to the reduce flow rate 
coming from the IVC. A possible rotational component is also visible originating in the IVC. 
The pump is directing flow into the IVC. In this case, the effects of the pump are visible at the 
top of the RPA, while what would be considered the normal flow pattern follows the flare into 
the RPA. The LPA flow is unaffected by the pump in this case. The increase in pump speed to 
6000RPM increases the flow rate to the LPA as seen in Figure 35(C).  
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Figure 35: Velocity Magnitude Plot: 5LPM flow rate with a 50/50 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
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Figure 36: Vorticity Magnitude Plot: 5LPM flow rate with a 30/70 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
 
 
 
4.4  PIV Measurements for 7 LPM Cases 
The 7LPM cases shown in Figures 37(A), 37(B), and 37(C) have the largest flow split flow 
rates between the SVC and the IVC. The 30/70 control case shown in Figure 37(A) has a very 
prominent division of the IVC flow between the RPA and LPA. The flow velocity is high 
enough that the fluid does not follow the flare into the RPA as in the previous two cases, but 
instead the flow follows the upper wall to the RPA. The higher flow rate has a higher velocity 
and more momentum making it more difficult for the flow to break away from a straight path. 
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The flaring in the IVC is apparently obsolete in controlling the IVC flow path. A branch of the 
IVC is able to force its way into the LPA around the center vortex. The branch is able to shift the 
SVC flow so that it follows the flare into the LPA. 
 The addition of the axial flow pump to the model cause an extreme change in the flow 
patterns that are present. The pump is started at a rotational speed of 4000RPM as shown in 
Figure 37(B). The pump rotation affects the vortex in the center causing the vortex to expand 
into the IVC forming a region of unsteady flow. As the fluid flow moves away from the vortex 
and the center of the model, the flow stabilizes as is visible from the re-formation of the 
streamlines at the RPA. The velocity magnitude was also reduced by the pump. Streamlines that 
are created by the pump are visible at the inlet of the IVC. The LPA flow was shifted away from 
the flare and has a larger flow path with the removal of the IVC branch. The 6000RPM case 
showed little improvement with the enlarged vortex at the mouth of the IVC. The unsteady flow 
goes the full length of the IVC within in the image frame. This type of flow is marked by a large 
reduction in the velocity magnitude of the flow as is seen in Figure 37(C). As in the previous 
case, the flow stabilizes as it moves away from the center of the model and into the RPA. The 
flow into the LPA is unchanged from the 4000RPM case.    
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Figure 37: Velocity Magnitude Plot of 7LPM flow rate with a 30/70 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
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Figure 38: Vorticity Magnitude Plot of 7LPM flow rate with a 30/70 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
 
 
 
 The 7LPM 40/60 SVC/IVC flow split control case has a flow pattern that is similar to the 
equivalent cases in the 3 and 5 liters per minute flow rates. The SVC and IVC flows do not 
impinge upon each and barely interact at all, with the only exception being the small branch from 
each which propels the vortex in the center. The SVC and IVC streamlines and velocity 
distribution appear to be mirror images of each other. 
 Introducing the axial flow pump to the model with an initial rotational speed of 4000rpm 
changes the flows as is observed in Figure 39(B). As in the 30/70 case, the pump disturbs the 
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vortex and causes it to shift away from the center and into the region between the IVC inlet and 
the SVC outlet. There is unsteady flow which becomes steady after entering into the RPA. At the 
4000rpm speed, the unsteady flow appears to extend about 1/3 of the length of the IVC and ¼ the 
length of the RPA. The increase in speed to 6000rpm is observed to cause the unsteady flow to 
move further down the IVC almost to the end and about ½ the length of the RPA. 
 
 
Figure 39: Velocity Magnitude Plot: 7LPM flow rate with a 40/60 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
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Figure 40: Vorticity Magnitude Plot: 7LPM flow rate with a 40/60 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
 
  
Figure 41(A) shows the control case for the 7LPM 50/50 flow split. There are equal flow 
coming from the SVC and IVC and splitting off into the pulmonary arteries. The SVC appears to 
be a slightly more dominant flow in this case as can be seen from the branch following the flare 
at the mouth of the IVC into the vortex in the center. 
 Figure 41(B) shows the axial flow pump running at 4000RPM. The vortex is reduced in 
size and shifts slightly to the right toward the RPA. There is a noticeable contribution from the 
pump as is observed from the curving streamlines moving from the inlet of the IVC, around the 
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flare and into the RPA. The contribution from the pump appears to account for half of the 
streamlines in the RPA. An increase in pump rotational speed to 6000rpm shows that the RPA is 
almost completely filled with streamlines originating from the pump. Unlike the 30/70 and 40/60 
cases, the lower flow rate in the IVC appears to have a positive effect by not disturbing the 
vortex and causing unsteady flow. 
 
Figure 41: Velocity Magnitude Plot: 7LPM flow rate with a 50/50 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
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Figure 42: Vorticity Magnitude Plot: 7LPM flow rate with a 50/50 flow split between the SVC 
and IVC connections. (A) No pump present, (B) pump operating at 4000RPM, (C) pump 
operating at 6000RPM. Scale: mm. 
 
 
 
4.5     Pump Hydraulic Performance 
As a characteristic of the overall pump performance, the pressure rise across the pump 
was measured for increasing rotational speeds at 3 L/min and a 40/60 flow split between the 
SVC and IVC.  The pump hydraulic performance met expectations with an increase in pressure 
for higher rotational speeds. Figure 43 illustrates the pressure rise generation of a 3 to 9 mmHg 
for pump from rotational speeds of 3000 to 9000 RPM. 
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Figure 43: Measured Pressure Rise Across the Pump with Increasing Rotational Speed. These 
data were taken for 3LPM and a 40/60 flow split for the SVC and IVC. 
 
 
 Since the 3LPM 40/60 flow split corresponds to the most clinically relevant case for this 
study, Figure 44(C) illustrates the velocity magnitude plot between the SVC and IVC vessels 
with the pump operating at 6000 RPM.  The influence of the pump can be observed in the IVC 
flow for all three cardiac outputs.  A rotational component of the flow leaving the impeller drove 
flow along the periphery of the IVC vessel near the TCPC junction. 
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Figure 44: Velocity Magnitude Plot, fixed 40/60 flow split between the SVC and IVC 
connections with the pump operating at 6000 RPM. (A) 3 L/min, (B) 5 L/min, (C) 7 L/min. 
Scale: mm. 
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CHAPTER 5: Discussion 
The occurrences of congenital heart defects which can lead to the abnormal development 
of the heart in newborns are not well understood. Any number of factors may contribute to the 
pathophysiological conditions, with the most severe defects often resulting in the development of 
a single functioning ventricle. Such defects include septal defects, which allow the mixing of 
blood between the systemic and pulmonary circulations (ventricular septal defects), the 
malformation of valves (tricuspid atresia, hypoplastic left heart syndrome), and structural defects 
(Tetrology of Fallot) [2].  
Patients with a single ventricle physiology undergo palliative surgical treatment which is 
necessary to sustain life. Before the fifth year of life, children with single ventricle physiologies 
will have undergone three invasive cardiovascular surgeries to repair the heart and the 
surrounding vessels. These surgeries are the Norwood, the Glenn, and the Fontan conversion. 
The extra-cardiac Fontan which is the most commonly performed procedure, results in a 
complete right heart bypass with the superior and inferior vena cava intersecting directly with the 
pulmonary artery [6].  
Requirements for a successful surgery are a complete separation of the pulmonary and 
systemic circulations, an unrestricted inflow to the ventricle without regurgitation, increased 
ventricular function and cardiac output with no arterial hypertension. The pulmonary system 
requires normal vascular resistance in the lungs, unrestricted inflow from the superior and 
inferior vena cava into the left and right pulmonary arteries, and an unrestricted outflow from the 
pulmonary veins into the heart [5, 8]. 
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This man-made physiology is capable of sustaining life into the adolescent years, when 
congestive heart failure typically ensues resulting from a breakdown in the efficiency of the 
surgical corrections. Surgical intervention is possible, but may be complicated due to the 
presence of scar tissue from previous surgeries and rapid onset of heart failure. The only sure 
solution for these patients is a heart transplant in which limitations exist due to low donor 
numbers and donor-recipient size matching.  
In pediatric patients, there are few treatment options available, that can sustain life short 
of a heart transplant. Given the limited number of donor hearts that are available, surgical 
reconstruction remains a possible treatment option in conjunction with pharmacologic therapy.  
A valid option that is gaining widespread acceptance and use is the application of a blood pump 
to mechanically alleviate the chronic volume overload of the single ventricle circulation and to 
slow or reverse the onset of heart failure. 
To this end, we are developing a collapsible axial-flow pump which can be inserted into 
the existing total cavopulmonary connection via a catheter and will serve as a bridge-to-
transplant or a bridge-to-recovery for these patients. The ability to mechanically alleviate the 
elevated pressures in the venous system by increasing pressures to the pulmonary arteries 
through the total cavopulmonary connection remains an important step to recovering cardiac 
stability and increasing cardiac output to offset the cardiac failure.   
Other researchers working with ventricular assist devices in the total cavopulmonary 
connection have had limited success. Rodefeld, et al. [13] have shown the feasibility of 
mechanical cavopulmonary assist using a sheep model. Their results suggest that there is no 
discernible improvement in hemodynamics using steady flow over pulsatile flow in perfusing the 
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lungs. Riemer et al. [17] working at Stanford University have experimented with the Thoratec 
Heartmate II VAD in an induced failing Fontan sheep model. Their studies show a baseline 
return to cardiac output and reduced pressures in the inferior vena cava. Researchers at the 
University of Colorado have designed and begun preliminary testing of an axial flow pump, 
however there a resignations about this design since it would require invasive surgery for 
placement and removal [38].  
More recently, Dur, et al. [39] have constructed a mock pediatric circulatory system to 
simulate a single ventricle physiology. Their experiments used two VADs, the Pediaflow Gen-0 
centrifugal VAD and the Medos pulsatile VAD, as booster pumps to either the inferior vena cava 
or the right pulmonary artery. The results demonstrated significant improvements in the 
reduction of venous and pulmonary pressure to near baseline. The resistance of the VAD as well 
as its placement in the TCPC was shown to play an important role in the reducing pressures. 
Their study poses questions about the normalcy of a Fontan physiology compared to normal 
physiology since pulmonary, venous, and arterial pressures may be subject to other variables in a 
heart failure scenario, [39]. 
 Along similar lines, our research team is developing an axial flow blood pump for use to 
support the cavopulmonary circulation. Computational fluid dynamic simulations have been 
performed with the model pump inserted into an idealized total cavopulmonary connection with 
a one caval diameter offset and an anatomic patient-specific model create by magnetic resonance 
imaging scans. The results correspond to operating conditions of LPA and RPA pressures equal 
14 mmHg, blood flow rate of 3.5 LPM, and pump rotational speed of 4000 RPM. The pump has 
the capabilities to generate flow rates from 2 to 6 liters per minute with a resulting pressure rise 
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of 5 to 30 mmHg for 6000 to 10000 rotations per minute [6, 40]. Performance testing and 
hemolysis studies were performed on several impeller prototypes by Kapadia, et al. [24]. A 
collapsible cage is under development as well with the purpose of protecting the cellular lining 
of the vessel walls which could be damaged by the rotating impeller [6, 41].  
 This thesis complemented our team’s research progress by performing another 
experimental analysis to evaluate the interactive fluid dynamics between the TCPC and the blood 
pump. PIV flow measurements were made for several physiologic conditions. The velocity 
measurements were used with custom written software to determine areas of high shear stress 
and vorticity within the model which could lead to hemolysis in an anatomic model. The three-
blade impeller prototype that was previously investigated by Kapadia et al. [24] was used for 
testing in all experiments. 
 
5.1    Study Implications 
Previous investigations by Ensley et al. [11] demonstrated that the optimal design for the 
TCPC included flaring the vessel anastomoses to minimize the flow separation along the 
pulmonary walls and offsetting the SVC and IVC to prevent direct collisions of the inflows [11]. 
Thus, this structural change was incorporated into the model.  
The complex, rotational flow patterns and unsteadiness of the flow in the TCPC was 
originally recognized by Sharma et al. [37]. Similar flow instabilities have been observed in 
other simplified geometries [22].  Bolzon et al.[42] were able to numerically calculate the onset 
of instability to be at approximately Re=1100 for their smaller idealized model (SVC/IVC 
diameter=11.2) with a caval offset. The complexity of the flow was also found to increase with 
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increasing flow rate and Reynolds numbers. The shift of this recirculation was apparent with an 
increase in flow rates and changing flow splits for incoming and exiting flows [42]. 
Given the large recirculation region in the TCPC junction, the three dimensional nature of 
the flow cannot be entirely neglected. Helical pulmonary flow as a result of the colliding caval 
flows has been observed in most TCPC models, both physical and numerical models [11, 42, 43] 
and it may not be entirely preventable. Ensley et al. [11] theorize that this flow pattern may also 
have a positive impact as it minimizes pulmonary flow separation and prevents the formation of 
stagnation regions. The effects of the recirculation region are still under investigation and its 
consequences, beneficial or adverse, are not well understood.  
 The presence of the recirculation region in the TCPC junction could easily cause high 
shear stresses and irregular flow patterns to persist into the pulmonary arteries. High shear 
stresses, irregular flow patterns and vortices are well-known to lead to platelet activation or 
destruction of red blood cells based on the magnitude of the shear and the exposure time. The 
blood pump demonstrated a distinctive rotational component at the trailing edge of the impeller, 
which forces flow to the vessel periphery.  While this rotational component was present, in the 
40/60 and 50/50 flow split at a cardiac output of 3 L/min, the standard vortex and irregular flow 
pattern normally found in the idealized TCPC was reduced in size and shifted within the flow 
domain. This effect may flush the TCPC junction, which could be an advantage to force out 
trapped cells from the vortex, eliminate extended cell residence times within the TCPC, and 
reduce the propensity for clotting downstream.  The 7 L/min study with 30/70 and 40/60 flow 
splits with the pump operating at 6000 RPM showed high mixing within the center region of the 
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vessel. It should be noted, however, that a 7 L/min cardiac output is an extreme case which was 
tested for pump performance and is unlikely to occur in a clinical setting.    
The rotational component that is generated by the impeller also induces shear stress, and 
the addition of diffuser blades to the pump design could better control and temper the rotational 
component of the flow leaving the impeller blades. Preliminary computational simulations 
support this assertion that the inclusion of diffuser blades straightens the flow at the outflow of 
the pump [24].  In addition, rotation of the pump in the opposite direction with a counter-spin 
may encourage enough mixing to be beneficial and to control the standard vortex in the TCPC 
junction.  This will be considered in future studies. 
 
5.2     Experimental Error 
There are several possible sources of experimental error, which can occur when using 
particle image velocimetry to measure fluid flow velocity. A key source of error is the choice of 
the delta t value prior to data collection and the interrogation window size that is used during 
image processing to extract the velocity vectors. Delta t values must be chosen with care because 
an improper choice can negatively impact the velocity measurements by giving velocity 
magnitude values which may be lower than the actual value. Likewise, a larger interrogation 
window size reduces the effective resolution of the measurement. For the experiments performed 
this study, a 32x32 interrogation window was used, which is an acceptable size. Background 
noise in the captured image is a problem. This noise occurs as a result of reflection and refraction 
of the laser light within the model. There is a trade-off between the available resolution and the 
background noise in the image. A smaller interrogation window is possible but at the expense of 
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noise amplification, which would require additional methods in the experimental setup to 
increase the signal to noise ratio significantly.  
The 3-D motion of particles within an image plane is also problematic since particles that 
move out of the lightsheet by moving up and down as opposed to left to right within the plane, 
cannot be used in the determination of velocity vectors.  
Additional sources of error are fabrication errors due to differences in CAD models and the 
finished product. It is possible that the axial flow prototype may not have been created exactly as 
the Solidworks model, even with minimal manufacturing tolerance. This is also true of the 
idealized TCPC model, since it is difficult to flare internal curvatures and keep them circular.  
        
5.3     Study Limitations and Future Work 
While these initial PIV findings support the numerical predictions of the rotational 
component leaving the pump, more studies are required [40].  PIV measurements along 
additional radial and axial planes, in addition to the central plane or midspan analyzed in this 
study, will be able to provide a more accurate 3-D representation of the interactive flow field in 
the TCPC junction.  Only one axial location of the pump in the IVC was explored in this study.   
The optimal positioning of the pump relative to the TCPC junction remains unknown and 
must be determined.  The optimal position may be patient-specific or TCPC-specific. There is a 
trade-off that is apparent in the position of the pump in the IVC. If the pump is position to far 
from the TCPC, then its effect will be limited and it will not provide a sufficient pressure rise to 
the lungs. If the pump is located to close to the TCPC, then it may negatively affect the fluid 
flow structures that are present, causing high shear stresses, and even inducing the unsteady flow 
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into turbulence. The current model which was investigated was an idealized TCPC model, a 
patient-specific model may include even more complex flow structures then were present in this 
simplified model.  
The implementation of 3-D stereo PIV will enable flow measurements within the domain 
of the pump and within more advanced pump designs after significant geometrical changes.  The 
integration of the pump and motor-magnetic suspension will create unique clearance regions that 
will be in need of PIV measurements to assess irregular flow patterns and for design 
optimization.  Our application of stereo PIV will also provide us with the opportunity to explore 
the interactive fluid dynamics of the pump and patient-specific geometries of the TCPC based on 
3-D reconstructed MRI data sets.  The pump was able to produce pressure rises in the range 
suitable to support adolescent and adult Fontan patients. A pressure augmentation of only 2 to 5 
mmHg may be sufficient for these patients.  The next step of this research will involve many 
stages, but stereo PIV measurements and validation of computational predictions are of first 
priority in order to characterize the 3-D fluid dynamics under these mechanical support 
conditions. 
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CHAPTER 6: Conclusions 
 The occurrence of pediatric cardiovascular heart defects lead to the development of 
surgical techniques which could palliate the heart and sustain life. Over time, however, the 
surgical palliation begins to show signs and symptoms of circulatory failure. The ideal solution 
for these patients is a heart transplant, but there are a limited number of donor hearts available. 
Therefore, the long-term goal of this research is the development of a mechanical circulatory 
support device for augmenting the flow of blood in the total cavopulmonary anastomoses in 
patients with failing Fontan physiology. The pump is designed to be inserted via a catheter into 
the formal artery and maneuvered up to the TCPC site. This pump would serve as a bridge-to-
transplant, bridge-to-recovery, or as a bridge-to-surgical reconstruction for teens and adults with 
heart failure. 
            This thesis details the use of particle image velocimetry, a powerful flow visualization 
tool, to assess numerical predictions of the flow fields inside a model total cavopulmonary 
connection and to measure the effect of an axial flow pump on the flow geometry. 2-D PIV 
measurements were conducted on an idealized TCPC with an axial pump prototype in the IVC.  
Fluid velocity profiles were examined under several SVC / IVC flow split conditions for pump 
rotational speeds of 3000 to 9000 RPM. The results of this study indicate that the blood pump is 
able to successfully augment pressure in the IVC by providing a pressure generation of 3 to 9 
mmHg.  A rotational component in the pump outflow was observed forcing flow to the periphery 
as compared to the flow profile without a pump present in the IVC.  Design optimization of the 
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axial blood pump is necessary to eliminate the rotational flow component in order to reduce the 
risk of irregular flow patterns in the TCPC junction.   
          Further design and development are necessary for the axial flow pump; however, the 
results are promising and pointed toward continued development. The success of this research 
will one day provide clinicians with a valuable treatment option for adolescents and adults with 
failing Fontan physiology and addressing a significant public health concern. 
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APPENDIX A 
 
Experiment Setup 
 
Fluid System Setup 
1. Check all connections for seal deterioration. 
2. Close SVC and IVC valves. Close overflow and pressure head feed valves. Open all vent 
points. 
3. Fill the pressure head tank with 16liters of prepared water/glycerin solution, or three-
quarters full. 
4. Allow sufficient time for the water/glycerin solution to settle. If there are bubbles in the 
solution either under or floating on the surface, then wait longer. This will limit the 
amount of air entering the system. 
5. Open the pressure head feed valve and allow solution to fill the system to the SVC and 
IVC valves.  
6. Open SVC and IVC valves. Allow air to work its way out of the system. Close vent 
points when fluid escapes. 
7. Add remaining 4liters of fluid to the pressure head tank to bring fluid level to 5cm above 
the outlet. Open the overflow valve. 
8. Start the system pump and eliminate any large bubbles remaining in the system. 
Periodically open the vent point on top of the pump reservoir to allow air to escape.  
9. When operating the system with the prototype axial flow pump, open the vent point on 
top of the pump chamber to allow air to escape. 
10. Check for leaks. They will be apparent, since air enters the system as fluid exits. Any 
problems, stop the system and fix immediately. 
PIV Setup 
1. If you the experimenter have any type of belief in a divine higher power, pray is highly 
suggested. 
2. Turn on the camera, synchronizer, and computer.  
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3. Put on laser safety goggles and close laser shielding curtains. Turn on the laser by 
turning on the main power switch on the rear of the laser, inserting and turning the 
operator key to on, and pressing the power on button. The laser will be on when the 
water pump inside turns on. Switch the control to external, and then press fire laser one 
and fire laser two. If the laser is set properly, the laser will not fire. IF the laser is set to 
internal control then both lasers will fire. Turn them off by pressing the standby button 
and check the settings.  
4. Open the Insight 3G software. If it is being mean and giving lots of error messages, close 
the program, open the computer program registry using the regedit command in the run 
menu in Windows. Open the Insight 3G registry folder. Reset all of the operation codes 
in each category to zero. Note that it is necessary to do this after using Insight 3G 
without the PIV hardware turn on. The program has very strong hardware dependence.  
5.  Restart the computer and reopen Insight 3G.  
6. Setup a new experiment and a new run. ALWAYS make sure throughout the course of 
the experiment that the data and files are being saved to the correct place.  
7. On the capture tab, fire the laser on LOW power. Carefully, align the laser sheet with the 
model using the elevation stage. The laser sheet should pass directly through the center 
line of the model. The model is marked for reference. 
8. Turn off the laser, by clicking the laser off once. Allow the Q-switches to continue to fire 
for about 15-20 minutes to reach operating temperature, then turn them off.  
9. Remove the camera lens cap, set the aperture.  
10. Set delta T and data capture information. Set laser to high power. Set the camera to free 
and synchronized modes. The laser will fire. Note the clarity of the exposure. If there is 
pink, then either adjust the aperture or reduce the laser power. Capture a background 
image to verify that the settings are correct. 
11. Set the camera exposure and capture to free and continuous modes and then focus the 
camera on the model and the calibration block. 
12. Fill the model with solution and re-focus the lens. Capture a calibration image and then 
setup the pixel/mm conversion.  
13. Add seed particles and check the seeding using the free synchronized capture mode. 
14. The PIV system is now ready to capture images. 
15. Turn on any remaining hardware. Set SVC/IVC flow split. Turn on the axial flow pump 
and set the rotational speed using the controller.  
16. Capture images as desired. Setup PIV processing. Process images after capture.  
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17. If the software crashes, locks up or causes Windows to give the “Blue Screen of Death” 
at any point during the experiment, do not panic. Restart the computer, restart Insight 
3G, and then reset all of the capture settings. 
 
System Cleanup 
1. Shut off all equipment. Place the cover on the camera lens. 
2. Turn off the system pump. 
3. Open full SVC and IVC valves. Open valve on pump reservoir to empty the system. 
4. After majority of fluid has left the system, open vent points. Empty remaining fluid 
through secondary drain on IVC side of system. Drain the axial flow pump chamber as 
well. 
5. Empty fluid from TCPC model using a syringe or pipette.  
6. If water/glycerin is spilled on the floor, cover in powder absorbent and sweep up with a 
broom. Wipe up any spills on counters. 
Fluid Calibration 
The blood analog solution is composed of a mixture of 60% water and 40% glycerin by 
volume. The solution is prepared in the following manner using a hydrometer and a Cannon-
Fenske viscometer. A hydrometer measures the specific gravity of a fluid relative to water. Pure 
water has a specific gravity of precisely 1, which is at a known density of 1000kg/m^3.  
 
A hydrometer is comprised of a thin polycarbonate tube which diverges to a larger tube 
with a weight at its base. A fluid with a density higher than water causes the hydrometer to drop 
deeper in the fluid, while less density causes it to remain shallow. 
The measurement is preformed as follows: fill a 500mL graduated cylinder up to the 400mL 
mark with a solution sample. Drop the hydrometer into the graduated cylinder allow it to 
stabilize. Read off the scale inside the tube at the meniscus. 
 
Cannon‐Fenske viscometer was employed to measure the viscosity of the 
solution in units of centistokes. The dynamic viscosity (μ) of fluid can then be calculated from 
the given formula: μ (cP) = viscous constant (cSt/s)* density (g/cm³)*drain time(s) 
 
The drain time is the measured time that passes between line 1 and line 2 of the viscometer. The 
more time that the fluidtakes to pass through that distance, the higher the viscosity of the fluid. 
The viscous constant depends on the size of the 
viscometer. Size 50 was selected, which has a capillary tube characteristic constant of 0.004 cst/s 
± 0.0002 and viscosity range from 0.8 to 4. 
 
The viscosity of the fluid was measured as follows: 
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1. Rinse the viscometer with soap and water to remove any residual water/glycerin solution. 
2. Introduce the fluid sample into the viscometer by immersing the tube with smaller diameter 
into the fluid and applying suction using a pipette suction bulb. 
Adequately fill it with fluid and no air bubbles.  
3. Invert the viscometer immediately and record the drain time between line 1 and line 2 using a 
stop watch. 
4. Complete 5 to 6 times to show repeatability and to increase confidence in the 
measurements. 
 
Pressure Transducer Calibration 
A differential pressure transducer DP15‐36 was used with CD223 dual channel digital transducer 
indicator. This indicator is connected to the Labjack U12A/D converter (data acquisition system) 
which was interfaced to the PC. Pressure readings in voltage were stored in data files. For the 
transducer calibration, two water columns are used. One of the water column levels is kept 
constant, while the height of the other water column, is incrementally reduced from 60inches to 
40 inches. This resulted in a differential pressure reading as achieved due to the height difference 
between the water columns (h1‐h2). After each increment a pressure measurement is taken using 
the LabJack software. Data files of sampled voltage readings are generated. A minimum of 20 
different data points are necessary to create the calibration curve. The voltage measurements for 
different heights is carried out five times. Average of the voltage measurements for each 
individual height difference is calculated. 
 
Motor Drive Configuration 
The motor is a brushless DC servomotor model 4490H024BK1155 manufactured by Faulhaber, 
Inc. The power supply is model PSM 24‐360S (Rhino Power Supplies‐PSM series). The motor 
controller is a 2‐quadrant PWM speed controller Servo amplifier BLD 5018 manufactured by 
Faulhaber. The connections to the motor controller are shown in Table A1 with a 10 kilo-ohm 
potentiometer being connected between pins 4, 5, 9 to control the speed. The inductors used are 
220 micro-Henry inductors. A toggle switch is connected between ‘Dis’ and ground. Ground the 
connection stops the motor. The rotational speed was determined by measuring the frequency of 
the pulses (signal) between the one of the hall sensor terminal and GND 5. Frequency of the 
signal is measured using a digital oscilloscope and connecting a probe to H1 and ground.  
 
 
The relation between the RPM and frequency of the signal is as follows: 
 
1 pulse = 1 revolution 
25 Hertz signal = 25 revolutions per second 
Hence, 25 X 60 revolutions per minute = 1500 RPM 
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Table A1: Motor Controller Connections 
 
 
 
 
 
Pin Connector X2  Motor  
1  H1 (hall sensor)  Hall sensor A (green)  
2  H2 (hall sensor)  Hall sensor B (blue)  
3  H3 (hall sensor)  Hall sensor C (grey)  
4  UH (supply voltage for hall sensor +5 V)  Red  
5  GND (ground for hall sensor)  Black  
6  Dis (Control input disable)   
7  Rev (control direction of the rotation)   
8  GND (ground for control and set value   
9  Spd (set value input for speed)   
  Connector X1   
1  Ub (Supply voltage)  Supply +ve  
2  L1 (Motor winding 1)  Brown  
3  L2 (Motor winding 2)  Orange  
4  L3 (Motor winding 3)  Yellow  
5  GND (ground for supply voltage)  Supply – ve or gnd  
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APPENDIX B 
 
Rules for PIV Image Capture 
 
 
To get the best results from a PIV experiment, the image capture and the interrogation 
must match the flow. Typically, the parameters that can be controlled to optimize the 
measurement are: the time between laser pulses (dT); image shifting; interrogation spot size; 
photograph magnification; lightsheet dimensions; seed particle and seed concentration [34]. With 
these parameters in mind, the following rules were developed by Keane and Adrian [30].  
 
Rule 1: Interrogation spot size should be small enough so that one vector describes the flow 
within that spot. 
 
 Rule 2: There should be more than ten particle image pairs per interrogation spot. 
 
 Rule 3: Maximum in plane displacements should be less than ¼ of the interrogation spot size. 
 
 Rule 4: Maximum out of plane displacement should be less than ¼ of the lightsheet thickness. 
 
 Rule 5: Minimum in-plane displacement should be two particle-image diameters. 
 
 Rule 6: Exposure must be large enough to clearly show the particles. 
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APPENDIX C 
 
MatLab Programs 
%%File 
%%Vec_calc.m 
 
function Vec_calc   
 
%%Vector_Stats: Vector statistics program 
%%This program takes .mat files containing vector  
%%information created in Insight and determines the average velocity 
%%vectors, as well as standard deviations and Reynolds stresses at each  
%%point measured.  It uses the files Vector_selector.m, 
%%Vector_selector.fig, Mean_Vel.m, Standard_Dev.m, Reynolds_Normal_u.m, 
%%Reynolds_Normal_v.m, Reynolds_Shear_uv.m, Prin_Reynolds_Normal_Stress.m, 
%%Prin_Reynolds_Shear_Stress.m, PRNS_Angle.m, Viscous_Shear.m, and  
%%Vorticity.m. 
  
%Created August 15, 2009 by Steven Chopski and Emily Downs. 
%Version 1.0 
%Last revision: January 16, 2010 
%Updates to the program from the original code are noted as Update# and  
%description of changes 
%All separate function files have been combined into Vec_calc.m as 
subfunctions to increase program execution speed 
%Last revision March 23, 2010 
%Add code for viscous shear that was previously forgotten 
%Vector selector has been separated back to a separate file 
%vector data under file save line 1224 has been disabled 
%Need to add changes to .txt files 
 
close all; 
clear all; 
  
defaultBackground = get (0, 'defaultUicontrolBackgroundColor');  
                        %for gui appearance 
  
data_folder=uigetdir; %asks user for the folder containing the files to be  
                      %analyzed 
                   
if data_folder==0 
    disp('Analysis cancelled.'); 
    return; 
end 
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%Update 1 begins here 
%The following lines will be altered so that the program can accept  
%.vec and .txt files as an alternative to .matlab 
%This code will be added to the GUI at a later date 
  
%Group=dir(fullfile(data_folder, '*.matlab')); %finds files in specified  
                                    %directory ending with ".matlab" 
%Group_files = {Group.name}; %gathers names of all files 
%[ll, list]=size(Group_files); %2nd term (list) is the number of files 
  
  
%%Make sure the folder contains usable files (.matlab) 
%if list==0 
 %   disp('No .mat files present.  Ending program.') 
  %  return; 
%end 
  
  
file_minder=0; 
while file_minder~=1 
  
    disp('This program can only be used with .Matlab, .vec, or .txt files') 
file_choice=input('What file type are you using? Do not enter " ', 's'); 
      
    if isempty(file_choice) 
    file_choice = '.matlab'; %The default file choice is .matlab 
    end 
     
switch lower(file_choice) 
     
   case '.matlab' 
      disp('You have chosen .matlab'); file_minder=1; 
      %finds files in specified directory ending with ".matlab" 
      Group=dir(fullfile(data_folder, '*.matlab'));  
      Group_files = {Group.name}; %gathers names of all files 
      [ll, list]=size(Group_files); %2nd term (list) is the number of files 
      %%Make sure the folder contains usable files (.matlab) 
        if list==0 
         disp('No .mat files present.  Ending program.') 
        return; 
        end 
         
    case '.vec' 
      disp('You have chosen .vec'); file_minder=1; 
      %finds files in specified directory ending with ".vec" 
      Group=dir(fullfile(data_folder, '*.vec'));  
      Group_files = {Group.name}; %gathers names of all files 
      [ll, list]=size(Group_files); %2nd term (list) is the number of files 
      %%Make sure the folder contains usable files (.matlab) 
        if list==0 
        disp('No .vec files present.  Ending program.') 
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        return; 
        end 
         
    case '.txt' 
      %Let Matlab figure out the delimiter. IF there is a problem, use 
 %tdfread().%Array=tdfread(name{1,1}); 
  
  
 % Create new variables in the base workspace from those fields. 
        %vars = fieldnames(newdata2); 
        %Vector_data=newdata2.data; 
  
        %clear i newdata2 textdata vars data;      
      
        disp('You have chosen .txt'); file_minder=1; 
         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(Array); 
%         for i = 1:length(vars) 
%             assignin('base', vars{i}, Array.(vars{i})); 
%         end    
         disp('.txt section not accepted yet, coming soon'); 
         return; 
%       %finds files in specified directory ending with ".txt" 
%       Group=dir(fullfile(data_folder, '*.txt'));  
%       Group_files = {Group.name}; %gathers names of all files 
%       [ll, list]=size(Group_files); %2nd term (list) is the number of files 
%       %%Make sure the folder contains usable files (.txt) 
%         if list==0 
%         disp('No .txt files present.  Ending program.') 
%         return; 
%         end 
         
    otherwise 
      disp('Unknown file type') 
      disp('Try again') 
      %Give user two tries to get it right, then end program   
        %Catch any errors 
        if file_minder==2          
        disp('Error. Ending program.') 
        return; 
         
        else 
        file_minder=file_minder+2; 
        end 
         
end 
end 
                        
%End update 
  
%%get the path of the files  
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[pn, nm]=fileparts(data_folder);  %pn=path up to the data folder; 
                                    %nm=name of folder itself 
selections=Vector_selector(data_folder, Group_files); 
  
tf=isequal(selections{1,1}, []); 
if tf==1 
    disp('User quit.'); 
    return; 
end 
  
%-------------------------------% 
%  U (Mean velocity field)      % 
%-------------------------------% 
S=length(selections);  %figure out how many vector fields were selected 
if S>1                 %If more than 1 was selected, proceed to call  
                        %Mean_Vel to calculate U 
    U=Mean_Vel(data_folder, selections, S, file_choice); 
     
elseif S==1             %Can't figure out mean and std. dev. w/ only 1 file 
    disp('Cannot determine statistics with only one vector field.'); 
    return; 
else                    %Catch any other errors 
    disp('Error. Ending program.') 
    return; 
end 
  
     
%--------------------------------------------------------% 
%  Calculate the standard deviation at each (x,y) point  % 
%  u and v components                                    % 
%--------------------------------------------------------% 
Std_dev=Standard_Dev(data_folder, selections, S, U, file_choice);   
  
  
%---------------------------------------% 
%  Ask the user for the fluid density   % 
%---------------------------------------% 
  
    density_Q=figure('Position', [200, 200, 200, 200], 'Visible','off'); 
    Qtext=uicontrol('Style','text',... 
        'String','Please enter the fluid density in the box below.',... 
        'Position',[25,70,150,60]);    %[dist. left, bottom, width, height] 
    Density = uicontrol('Style','edit',... 
        'String','rho',... 
        'Callback',{@Density_Callback},... 
        'Position',[50,50,100,25]); 
    Done= uicontrol('Style', 'pushbutton',... 
                'String', 'Done',... 
                'Callback', {@Done_save_callback},... 
                'Position',[75,20, 50, 25]); 
    align([Qtext , Density, Done],'Center', 'Center') 
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    set(density_Q, 'Color', defaultBackground, 'Visible','on') 
    uiwait; 
    delete(density_Q); 
    %'R' is now saved as the value entered by the user 
  
%------------------------------------------------------% 
%  Calculate the u and v Reynolds normal stresses and  % 
%  the uv shear stress                                 % 
%------------------------------------------------------% 
  
Rey_Norm_u=Reynolds_Normal_u(data_folder, selections, S, U, R, file_choice); 
Rey_Norm_v=Reynolds_Normal_v(data_folder, selections, S, U, R, file_choice); 
Rey_Shear_uv=Reynolds_Shear_uv(data_folder, selections, S, U, R, 
file_choice); 
  
%--------------------------------------------------------------% 
%  Calculate the principal Reynolds normal and shear stresses  % 
%--------------------------------------------------------------% 
  
PRNS=Prin_Reynolds_Normal_Stress(Rey_Norm_u, Rey_Norm_v, Rey_Shear_uv); 
PRSS=Prin_Reynolds_Shear_Stress(Rey_Norm_u, Rey_Norm_v, Rey_Shear_uv); 
  
%-------------------------------------------------% 
%  Calculate the angle of orientation of the PRNS % 
%-------------------------------------------------% 
  
theta=PRNS_Angle(Rey_Norm_u, Rey_Norm_v, Rey_Shear_uv); 
    %theta is in degrees 
  
%-------------------------------% 
%  Calculate the viscous shear  % 
%-------------------------------% 
  
[Visc_y, Visc_x]=Viscous_Shear(U); 
  
%-----------------------------------------% 
%  Calculate the vorticity at each point  % 
%-----------------------------------------% 
  
Vort=Vorticity(U); 
  
%Update 1 
%Need a vector file with the analysis file 
%name=strcat(data_folder, '\', selections(1,1)); 
%Vector_Data=load(name{1,1}); 
  
% % Import the file 
% switch lower(file_choice) 
%      
%    case '.matlab' 
%         Vector_Data=load(name{1,1});  
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%          
%    case '.vec' 
%         newdata2 = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(newdata2); 
%         Vector_data=newdata2.data; 
%  
%         clear i newdata2 textdata vars data; 
%          
%    case '.txt' 
%          
%        newdata2 = importdata(name{1,1},1);  
%        %Let Matlab figure out the delimiter. IF there is a problem, use 
%        %tdfread().%Array=tdfread(name{1,1}); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(newdata2); 
%         Vector_data=newdata2.data; 
%  
%         clear i newdata2 textdata vars data; 
%           
%    otherwise 
%         Vector_Data=load(name{1,1});        
% end 
  
%End update 1 
  
  
  
  
%Add case statement here to either save to analysis file or go to plotting  
%function 
  
    %%Save the analysis information as a .mat file in the file folder  
    %%containing the files analyzed, with _analysis at the end   
    %%(fix this later so all analysis saves in one .mat file) 
     
    new_file=strcat(data_folder, '\', nm, '_analysis.mat'); 
    fcheck=fopen(new_file); 
    if fcheck==-1 
        save(new_file, 'U', 'Std_dev', 'R', 'Rey_Norm_u', 'Rey_Norm_v',... 
            'Rey_Shear_uv','PRNS', 'PRSS', 'theta', 'Visc_y', 'Visc_x',... 
            'Vort', 'selections');%'Vector_Data'); 
    else 
        fclose(fcheck); 
        %%Find names of previous analysis images 
        prev_analysis=dir(fullfile(data_folder, '*.mat')); 
        prev_names={prev_analysis.name}; 
         
        %display a list of .mat files already in this folder 
104 
 
 
        File_list=figure('Visible','off','Position', [800,500,400,200]);    
                               %[dist. left, dist. bottom, width, height] 
        text_names=uicontrol('Style', 'text',... 
            'String', prev_names,... 
            'Position',[15,15,370,170]); 
        align(text_names, 'Center','Center'); 
        set(File_list, 'Color', defaultBackground, 'Visible', 'on'); 
         
        %ask whether the user wants to skip, overwrite, or make a new name 
        %for the analysis file being generated 
        write = figure('Visible','off','Position',[360,500,400,200]); 
        ln0=data_folder; 
        ln1='   This vector folder already has an associated analysis '; 
        ln2='file. Select "Skip" to leave the old analysis, '; 
        ln3='"Overwrite" to overwrite existing information'; 
        ln4=', or "New" to save this analysis '; 
        ln5='under a different name.'; 
        file_msg=uicontrol('Style', 'text',... 
            'String', [ln0 ln1 ln2 ln3 ln4 ln5],... 
            'Position', [15,35,370,100]); 
        file_choice=uicontrol('Style', 'popup',... 
            'String',{'Skip', 'Overwrite', 'New'},... 
            'Position', [25,10,100,20],... 
            'Callback', {@file_choice_Callback}); 
        align([file_msg, file_choice], 'Center', 'None'); 
        set(write, 'Color', defaultBackground, 'Visible', 'on'); 
        uiwait;     
        delete(write); 
        delete(File_list); 
    end 
     
    %-----------------% 
    %  GUI callbacks  % 
    %-----------------% 
    function file_choice_Callback(source, eventdata) 
        str = get(source, 'String'); 
        val = get(source,'Value'); 
        switch str{val} 
        case 'Skip' 
            disp('Program complete. Results not saved.');         
        case 'Overwrite' 
            save(new_file, 'U', 'Std_dev', 'R', 'Rey_Norm_u', 
'Rey_Norm_v',... 
            'Rey_Shear_uv','PRNS', 'PRSS', 'theta', 'Visc_y', 'Visc_x',... 
            'Vort', 'selections');%%',Vector_Data');  
        %Used in analysis files that will contain a vector file for plotting 
         
        case 'New' 
            %gui to get a new file name 
            new_file_name=figure('Position', [200, 200, 800, 200],... 
                'Visible','off'); 
            Qtext=uicontrol('Style','text',... 
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                'String','Enter new file name',... 
                'Position',[25,120,150,60]);           
                %[dist. left, dist. bottom, width, height] 
            New_name = uicontrol('Style', 'edit',... 
                'String', new_file,... 
                'Callback',{@New_name_Callback},... 
                'Position',[50,100,700,25]); 
            Done= uicontrol('Style', 'pushbutton',... 
                'String', 'Done',... 
                'Callback', {@Done_save_callback},... 
                'Position',[75,20, 50, 25]); 
            align([Qtext , New_name, Done],'Center', 'Center') 
            set(new_file_name, 'Color', defaultBackground, 'Visible','on') 
            uiwait; 
            save(new_file, 'U', 'Std_dev', 'R', 'Rey_Norm_u', 
'Rey_Norm_v',... 
            'Rey_Shear_uv','PRNS', 'PRSS', 'theta', 'Visc_y', 'Visc_x',... 
            'Vort', 'selections'); %'Vector_Data'); 
            %saves under the file name entered by the user 
            delete(new_file_name); %closes the gui 
            otherwise  %catch any weird inputs and closes the program 
            disp('Invalid entry.  Program ending.'); 
        end 
        uiresume; 
    end 
         
    function Done_save_callback(source, eventdata)  
        uiresume;   %the file name  
        %in the editable text box is grabbed and stored as it is typed so  
        %this callback just stops the uiwait pause 
    end 
         
    function New_name_Callback(source, eventdata) 
        new_file=get(source, 'String');  %grabs the new file name as it is 
                                        %typed 
    end 
  
    function Density_Callback(source, eventdata) 
        R=str2num(get(source, 'String')); 
    end 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
%Vector_Selctor GUI does not like being called from a subfunction 
%It generates an error because the filename, location and figure are  
%different. 
  
  
% function varargout = Vector_selector(varargin) 
% % VECTOR_SELECTOR M-file for Vector_selector.fig 
% %      VECTOR_SELECTOR, by itself, creates a new VECTOR_SELECTOR or raises 
the existing 
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% %      singleton*. 
% % 
% %      H = VECTOR_SELECTOR returns the handle to a new VECTOR_SELECTOR or 
the handle to 
% %      the existing singleton*. 
% % 
% %      VECTOR_SELECTOR('CALLBACK',hObject,eventData,handles,...) calls the 
local 
% %      function named CALLBACK in VECTOR_SELECTOR.M with the given input 
arguments. 
% % 
% %      VECTOR_SELECTOR('Property','Value',...) creates a new 
VECTOR_SELECTOR or raises the 
% %      existing singleton*.  Starting from the left, property value pairs 
are 
% %      applied to the GUI before Vector_selector_OpeningFcn gets called.  
An 
% %      unrecognized property name or invalid value makes property 
application 
% %      stop.  All inputs are passed to Vector_selector_OpeningFcn via 
varargin. 
% % 
% %      *See GUI Options on GUIDE's Tools menu.  Choose "GUI allows only one 
% %      instance to run (singleton)". 
% % 
% % See also: GUIDE, GUIDATA, GUIHANDLES 
%  
% % Edit the above text to modify the response to help Vector_selector 
%  
% % Last Modified by GUIDE v2.5 10-Aug-2009 12:46:52 
%  
% % Begin initialization code - DO NOT EDIT 
% gui_Singleton = 1; 
% gui_State = struct('gui_Name',       mfilename, ... 
%                    'gui_Singleton',  gui_Singleton, ... 
%                    'gui_OpeningFcn', @Vector_selector_OpeningFcn, ... 
%                    'gui_OutputFcn',  @Vector_selector_OutputFcn, ... 
%                    'gui_LayoutFcn',  [] , ... 
%                    'gui_Callback',   []); 
% if nargin && ischar(varargin{1}) 
%     gui_State.gui_Callback = str2func(varargin{1}); 
% end 
%  
% if nargout 
%     [varargout{1:nargout}] = gui_mainfcn(gui_State, varargin{:}); 
% else 
%     gui_mainfcn(gui_State, varargin{:}); 
% end 
% % End initialization code - DO NOT EDIT 
%  
%  
% % --- Executes just before Vector_selector is made visible. 
% function Vector_selector_OpeningFcn(hObject, eventdata, handles, varargin) 
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% % This function has no output args, see OutputFcn. 
% % hObject    handle to figure 
% % eventdata  reserved - to be defined in a future version of MATLAB 
% % handles    structure with handles and user data (see GUIDATA) 
% % varargin   command line arguments to Vector_selector (see VARARGIN) 
%  
% % Choose default command line output for Vector_selector 
% %handles.output = hObject; %(original code from matlab-gen'd m-file) 
%  
% % Update handles structure 
% guidata(hObject, handles); 
%  
% vector_folder=varargin{1}; 
% vector_files=varargin{2}; 
%  
% %Populate the list of files in the listbox. 
% load_list(vector_folder, vector_files, handles) 
% % UIWAIT makes Vector_selector wait for user response (see UIRESUME) 
% uiwait(handles.figure1); 
%  
% end 
% % --- Outputs from this function are returned to the command line. 
% function varargout = Vector_selector_OutputFcn(hObject, eventdata, handles)  
% % varargout  cell array for returning output args (see VARARGOUT); 
% % hObject    handle to figure 
% % eventdata  reserved - to be defined in a future version of MATLAB 
% % handles    structure with handles and user data (see GUIDATA) 
%  
% % Get default command line output from handles structure 
% %varargout{1}= handles.output; 
%  
% try 
%     varargout{1}=handles.output; 
%     delete(handles.figure1); 
% catch 
%     varargout{1}=cell(1); 
% end; 
% end 
% % --- Executes on selection change in File_list. 
% function File_list_Callback(hObject, eventdata, handles) 
% % hObject    handle to File_list (see GCBO) 
% % eventdata  reserved - to be defined in a future version of MATLAB 
% % handles    structure with handles and user data (see GUIDATA) 
%  
% % Hints: contents = get(hObject,'String') returns File_list contents as 
cell array 
% %        contents{get(hObject,'Value')} returns selected item from 
File_list 
%  
% end 
%  
% %Read the directory and list of files to populate the listbox File_list 
% function load_list(vec_fold, vec_files, handles) 
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% handles.file_names=vec_files; 
% guidata(handles.figure1, handles) 
% set(handles.File_list, 'String', handles.file_names,... 
%     'Value', 1) 
% end 
% % --- Executes during object creation, after setting all properties. 
% function File_list_CreateFcn(hObject, eventdata, handles) 
% % hObject    handle to File_list (see GCBO) 
% % eventdata  reserved - to be defined in a future version of MATLAB 
% % handles    empty - handles not created until after all CreateFcns called 
%  
% % Hint: listbox controls usually have a white background on Windows. 
% %       See ISPC and COMPUTER. 
% if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
%     set(hObject,'BackgroundColor','white'); 
% end 
% end 
%  
% % --- Executes on button press in Done_pushbutton. 
% function Done_pushbutton_Callback(hObject, eventdata, handles) 
% % hObject    handle to Done_pushbutton (see GCBO) 
% % eventdata  reserved - to be defined in a future version of MATLAB 
% % handles    structure with handles and user data (see GUIDATA) 
%  
% %disp(handles.output); 
% %get_list(handles); 
%  
% selected=get(handles.File_list, 'String'); 
% index_selected_items=get(handles.File_list,'Value'); 
% num_selected=length(index_selected_items); 
% n=1; 
% selected_items=cell(1,num_selected); 
% while n <= num_selected 
%     selected_items(1,n)=cellstr(selected{index_selected_items(n)}); 
%     n=n+1; 
% end 
% handles.output=selected_items; 
% guidata(hObject, handles); 
% %varargout{1}=handles.output; 
% uiresume(handles.figure1); 
% end 
% % --- Executes on button press in Cancel_pushbutton. 
% function Cancel_pushbutton_Callback(hObject, eventdata, handles) 
% % hObject    handle to Cancel_pushbutton (see GCBO) 
% % eventdata  reserved - to be defined in a future version of MATLAB 
% % handles    structure with handles and user data (see GUIDATA) 
% handles.output='0'; 
% guidata(hObject, handles); 
% close(gcf); 
% end 
% end 
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%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
function Big_U=Mean_Vel(where, vec_files, num, file_choice) 
%This function accepts the names of files containing vector field, 
%averages them, and returns an array describing the average vector field. 
%Created August 2009 by Emily Downs. 
%Version 1.0 
%Changes made for Update1 
  
%this is the n=1 step, loading the first vector field 
name=strcat(where, '\', vec_files(1,1)); 
%Array=load(name{1,1}); %Original command 
  
  
%Update 1 
%Array=tdfread(name(1,1));%This command should read both .Matlab and .vec 
files 
  
% Import the file 
switch lower(file_choice) 
     
   case '.matlab' 
        Array=load(name{1,1});  
         
   case '.vec' 
        newdata2 = importdata(name{1,1},',',1); 
  
        % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata2); 
        Array=newdata2.data; 
  
        %clear i newdata2 textdata vars data; 
         
   case '.txt' 
%    Reuse commands for .vec case but need selection for delimiter 
%    This can be borrowed from the tdfread main function file 
    %Array = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(Array); 
%         for i = 1:length(vars) 
%             assignin('base', vars{i}, Array.(vars{i})); 
%         end    
         disp('.txt section not accepted yet, coming soon'); 
         return; 
          
   otherwise 
        Array=load(name{1,1});        
end 
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%End update 1 
  
%start counting with n=2, opening and concatenating one vector field at a 
%time to Array to make a 3-d array of vector fields 
n=2; 
while n <= num 
    name=strcat(where, '\', vec_files(1,n));   
    %builds the full file name for the next vector field  
    %load the new vec. field. as a new variable 
    
    %New=load(name{1,1}); %Original command        
     
    %name(1,1) indicates that the string will always appear in first cell  
    %of an array 
     
%Begin update 1 
  
%%New=tdfread(name(1,1)); 
switch lower(file_choice) 
     
   case '.matlab' 
        New=load(name{1,1});  
         
   case '.vec' 
        newdata1 = importdata(name{1,1},',',1); 
  
        % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata1); 
        New=newdata1.data; 
  
        %clear i newdata1 textdata vars; 
         
   case '.txt' 
%         New = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(New); 
%         for i = 1:length(vars) 
%             assignin('base', vars{i}, New.(vars{i})); 
%         end    
        disp('.txt section not accepted yet, coming soon'); 
        return; 
   otherwise 
        New=load(name{1,1});        
end 
  
    
%End update 1 
  
    Array=cat(3, Array, New);   %Add the new field to the 3-D array 
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    n=n+1;                      %increment the file count 
    clear New;                  %clear the variable 'New' for space 
end 
  
Big_U=mean(Array, 3);           %take the mean of the array across time  
                                %points (3 is the 3rd dimension) 
end 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
 function SD=Standard_Dev(where, vec_files, num, Big_U, file_choice) 
%%This function takes the path and file names for vector files, as well as 
%%the number of files to be analyzed and the array describing the mean 
%%velocity vector field found using Mean_Vel.  It then calculates the 
%%standard deviations of the u and v components of the velocity field and 
%%outputs this new array as the variable SD. 
%Created August 2009 by Emily Downs. 
  
%Version 1.0 
%Changes made for Update1 
  
%%Load the first instantaneous velocity field and make the first iteration 
%%of the standard deviation calculation 
name=strcat(where, '\', vec_files(1,1)); 
  
%wavy_u_1=load(name{1,1});New command to read .vec files 
  
%Begin Update 1 
  
%wavy_u_1=tdfread(name(1,1)); 
  
% Import the file 
switch lower(file_choice) 
     
   case '.matlab' 
        wavy_u_1=load(name{1,1});  
         
   case '.vec' 
        newdata2 = importdata(name{1,1},',',1); 
  
        % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata2); 
        wavy_u_1=newdata2.data; 
  
        %clear i newdata2 textdata vars data; 
         
   case '.txt' 
%         Array = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(Array); 
%         for i = 1:length(vars) 
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%             assignin('base', vars{i}, Array.(vars{i})); 
%         end    
         disp('.txt section not accepted yet, coming soon'); 
         return; 
          
   otherwise 
        wavy_u_1=load(name{1,1});        
end 
  
  
%End Update 1 
  
A=wavy_u_1-Big_U; 
Temp_SD=A.^2; %Temp_SD holds the value to be summed in the standard 
                %deviation equation 
                     
%%Start counting with n=2, loading one array at a time and adding it to the 
%%standard deviation results 
n=2; 
while n<=num 
    name=strcat(where, '\', vec_files(1,n));  %build the full file name for 
     %the next vector field 
    %wavy_u=load(name{1,1}); New command 
     
    %Begin update 1 
    %wavy_u=tdfread(name(1,1)); 
     
switch lower(file_choice) 
     
   case '.matlab' 
        wavy_u=load(name{1,1});  
         
   case '.vec' 
        newdata1 = importdata(name{1,1},',',1); 
  
        % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata1); 
        wavy_u=newdata1.data; 
  
        %clear i newdata1 textdata vars; 
         
   case '.txt' 
%         New = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(New); 
%         for i = 1:length(vars) 
%             assignin('base', vars{i}, New.(vars{i})); 
%         end    
        disp('.txt section not accepted yet, coming soon'); 
        return; 
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   otherwise 
        wavy_u=load(name{1,1});        
end 
     
  
     
    %End update 1 
    C=wavy_u-Big_U; 
    D=C.^2; 
    Temp_SD=D+Temp_SD;  %updates the sum term with the current n vec_field 
    n=n+1; 
    clear C D;  %for space (may not be necessary) 
end 
  
F=Temp_SD./num;  %divide each term of Temp_SD by the num. of files analyzed 
G=F.^(1/2);     %last step of equation--take sqrt of each matrix term 
  
  
%%We need a new array with the correct x and y coordinates for each row. 
%%These values will have been manipulated along with the standard deviation 
%%calculations of the u and v terms.  
G(:,1)=[];  %get rid of x column (col. 1) 
G(:,1)=[];  %get rid of y column (now col.1) 
G(:,3)=[];  %get rid of CHC  (now col. 3) 
  
%G is now 2 columns--u and v standard deviations 
  
wavy_u_1(:, 3:5)=[];  %get rid of u,v,CHC 
  
%wavy_u_1 is now 2 columns--x and y 
  
SD=cat(2, wavy_u_1, G);  %build SD file column-wise 
    %2 means concatenate by adding columns from left to right 
    %wavy_u_1 contributes x and y columns 
    %G contributes standard deviation in u and v 
    %SD is the final result 
     
end 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
 function RUnorm=Reynolds_Normal_u(where, vec_files, num, Big_U, rho, 
file_choice) 
%This function takes the path and file names for vector files, as well as 
%the number of files to be analyzed and the array describing the mean 
%velocity vector field found using Mean_Vel.  It then calculates Reynolds 
%normal stress in the x direction and outputs it as a new array called 
%RUnorm. 
%Created August 2009 by Emily Downs 
%Update1 changes 
  
%%Load the first instantaneous velocity field and make the first iteration 
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%%of the normal stress calculation 
name=strcat(where, '\', vec_files(1,1)); 
  
%Update 1 
%wavy_u_1=load(name{1,1}); 
  
%wavy_u_1=tdfread(name{1,1}); %New command to read .vec files 
  
% Import the file 
switch lower(file_choice) 
     
   case '.matlab' 
        wavy_u_1=load(name{1,1});  
         
   case '.vec' 
        newdata2 = importdata(name{1,1},',',1); 
  
        % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata2); 
        wavy_u_1=newdata2.data; 
  
        %clear i newdata2 textdata vars data; 
         
   case '.txt' 
%    Reuse commands for .vec case but need selection for delimiter 
%    This can be borrowed from the tdfread main function file 
    %Array = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(Array); 
%         for i = 1:length(vars) 
%             assignin('base', vars{i}, Array.(vars{i})); 
%         end    
         disp('.txt section not accepted yet, coming soon'); 
         return; 
          
   otherwise 
        wavy_u_1=load(name{1,1});        
end 
  
  
  
A=wavy_u_1-Big_U; 
Temp_RUnorm=rho.*(A.^2); 
  
  
  
  
%%Start counting with n=2, loading one array at a time and adding it to the 
%%Reynolds stress formula sum. 
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n=2; 
while n<=num 
    name=strcat(where, '\', vec_files(1,n)); 
    %wavy_u=load(name{1,1}); 
    %wavy_u=tdfread(name{1,1}); %New command to read .vec files 
     
     
    %Update 1 
% Import the file 
switch lower(file_choice) 
     
   case '.matlab' 
        wavy_u=load(name{1,1});  
         
   case '.vec' 
        newdata2 = importdata(name{1,1},',',1); 
  
        % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata2); 
        wavy_u=newdata2.data; 
  
        %clear i newdata2 textdata vars data; 
         
   case '.txt' 
%    Reuse commands for .vec case but need selection for delimiter 
%    This can be borrowed from the tdfread main function file 
    %Array = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(Array); 
%         for i = 1:length(vars) 
%             assignin('base', vars{i}, Array.(vars{i})); 
%         end    
         disp('.txt section not accepted yet, coming soon'); 
         return; 
          
   otherwise 
        wavy_u=load(name{1,1});        
end 
    %End update 1 
    C=wavy_u-Big_U; 
    D=C.^2; 
    E=rho.*D; 
    Temp_RUnorm=E+Temp_RUnorm; 
    n=n+1; 
end 
  
F=Temp_RUnorm./num; 
G=F;  %originally multiplied F by -1 here, then decided against it 
  
%%We need a new array with the correct x and y coordinates for each row. 
116 
 
 
%%These values will have been manipulated along with the Reynolds 
%%calculations in the u direction.  
G(:,1)=[];  %get rid of x column (col. 1) 
G(:,1)=[];  %get rid of y column (now col.1) 
G(:,2:3)=[];  %get rid of v and CHC  (now cols. 2&3) 
  
%G is now 1 column--Reynolds normal stress in the u direction 
  
wavy_u_1(:, 3:5)=[];  %get rid of u,v,CHC 
  
%wavy_u_1 is now 2 columns--x and y 
  
RUnorm=cat(2, wavy_u_1, G);  %build Reynolds normal u array column-wise 
    %2 means concatenate by adding columns from left to right 
    %wavy_u_1 contributes x and y coordinate columns 
    %G contributes the Reynolds normal stress in the x direction at each 
    %point 
    %RUnorm is the final result. 
  
end 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
function RVnorm=Reynolds_Normal_v(where, vec_files, num, Big_U, rho, 
file_choice) 
%This function takes the path and file names for vector files, as well as 
%the number of files to be analyzed and the array describing the mean 
%velocity vector field found using Mean_Vel.  It then calculates Reynolds 
%normal stress in the y direction and outputs it as a new array called 
%RVnorm. 
%Created August 2009 by Emily Downs. 
  
%Update1 
  
%%Load the first instantaneous velocity field and make the first iteration 
%%of the normal stress calculation 
name=strcat(where, '\', vec_files(1,1)); 
  
%wavy_u_1=load(name{1,1});%New command to read .vec files 
  
%Update 1 
%wavy_u_1=tdfread(name{1,1}); 
% Import the file 
switch lower(file_choice) 
     
   case '.matlab' 
        wavy_u_1=load(name{1,1});  
         
   case '.vec' 
        newdata2 = importdata(name{1,1},',',1); 
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        % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata2); 
        wavy_u_1=newdata2.data; 
  
        %clear i newdata2 textdata vars data; 
         
   case '.txt' 
%    Reuse commands for .vec case but need selection for delimiter 
%    This can be borrowed from the tdfread main function file 
    %Array = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(Array); 
%         for i = 1:length(vars) 
%             assignin('base', vars{i}, Array.(vars{i})); 
%         end    
         disp('.txt section not accepted yet, coming soon'); 
         return; 
          
   otherwise 
        wavy_u_1=load(name{1,1});        
end 
A=wavy_u_1-Big_U; 
Temp_RVnorm=rho.*(A.^2); 
  
%%Start counting with n=2, loading one array at a time and adding it to the 
%%Reynolds stress formula sum. 
n=2; 
while n<=num 
    name=strcat(where, '\', vec_files(1,n)); 
    %wavy_u=load(name{1,1}); %New command to read .vec files 
     
    %Update 1 
%wavy_u=tdfread(name{1,1}); 
    % Import the file 
switch lower(file_choice) 
     
   case '.matlab' 
        wavy_u=load(name{1,1});  
         
   case '.vec' 
        newdata2 = importdata(name{1,1},',',1); 
  
        % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata2); 
        wavy_u=newdata2.data; 
  
        %clear i newdata2 textdata vars data; 
         
   case '.txt' 
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%    Reuse commands for .vec case but need selection for delimiter 
%    This can be borrowed from the tdfread main function file 
    %Array = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(Array); 
%         for i = 1:length(vars) 
%             assignin('base', vars{i}, Array.(vars{i})); 
%         end    
         disp('.txt section not accepted yet, coming soon'); 
         return; 
          
   otherwise 
        wavy_u=load(name{1,1});        
end 
         
    C=wavy_u-Big_U; 
    D=C.^2; 
    E=rho.*D; 
    Temp_RVnorm=E+Temp_RVnorm; 
    n=n+1; 
end 
  
F=Temp_RVnorm./num; 
G=F;  %originally multiplied F by -1 here, then decided against it 
  
%%We need a new array with the correct x and y coordinates for each row. 
%%These values will have been manipulated along with the Reynolds 
%%calculations in the u direction.  
G(:,1:3)=[];  %get rid of x, y, and u columns (col. 1-3) 
G(:,2)=[]; %get rid of CHC (now col. 2) 
  
%G is now 1 column--Reynolds normal stress in the v direction 
  
wavy_u_1(:, 3:5)=[];  %get rid of u,v,CHC 
  
%wavy_u_1 is now 2 columns--x and y 
  
RVnorm=cat(2, wavy_u_1, G);  %build Reynolds normal v array column-wise 
    %2 means concatenate by adding columns from left to right 
    %wavy_u_1 contributes x and y coordinate columns 
    %G contributes the Reynolds normal stress in the y direction at each 
    %point 
    %RVnorm is the final result. 
     
  
end 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
function RS_uv=Reynolds_Shear_uv(where, vec_files, num, Big_U, rho, 
file_choice) 
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%This function takes the path and file names for vector files, as well as 
%the number of files to be analyzed and the array describing the mean 
%velocity vector field found using Mean_Vel.  It then calculates Reynolds 
%shear uv stress and outputs it as a new array called RS_uv. 
%Created August 2009 by Emily Downs 
%Update1 changes 
%%Load the first instantaneous velocity field and make the first iteration 
%%of the normal stress calculation 
name=strcat(where, '\', vec_files(1,1)); 
  
%wavy_u_1=load(name{1,1});%New command to read .vec files 
%Gegin update 1 
  
% Import the file 
  
%wavy_u_1=tdfread(name{1,1});  
switch lower(file_choice) 
     
   case '.matlab' 
        wavy_u_1=load(name{1,1});  
         
   case '.vec' 
        newdata2 = importdata(name{1,1},',',1); 
  
        % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata2); 
        wavy_u_1=newdata2.data; 
  
        %clear i newdata2 textdata vars data; 
         
   case '.txt' 
%    Reuse commands for .vec case but need selection for delimiter 
%    This can be borrowed from the tdfread main function file 
    %Array = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(Array); 
%         for i = 1:length(vars) 
%             assignin('base', vars{i}, Array.(vars{i})); 
%         end    
         disp('.txt section not accepted yet, coming soon'); 
         return; 
          
   otherwise 
        wavy_u_1=load(name{1,1});        
end 
%End update 1 
A=wavy_u_1-Big_U; 
B=A(:,3).*A(:,4); 
Temp_RS_uv=rho.*B; 
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%%Start counting with n=2, loading one array at a time and adding it to the 
%%Reynolds stress formula sum. 
n=2; 
while n<=num 
    name=strcat(where, '\', vec_files(1,n)); 
    %wavy_u=load(name{1,1}); 
     
    %Begin update 1 
    %wavy_u=tdfread(name{1,1}); 
     
    % Import the file 
switch lower(file_choice) 
     
   case '.matlab' 
        wavy_u=load(name{1,1});  
         
   case '.vec' 
        newdata2 = importdata(name{1,1},',',1); 
  
        % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata2); 
        wavy_u=newdata2.data; 
  
        %clear i newdata2 textdata vars data; 
         
   case '.txt' 
%    Reuse commands for .vec case but need selection for delimiter 
%    This can be borrowed from the tdfread main function file 
    %Array = importdata(name{1,1},',',1); 
%  
%         % Create new variables in the base workspace from those fields. 
%         vars = fieldnames(Array); 
%         for i = 1:length(vars) 
%             assignin('base', vars{i}, Array.(vars{i})); 
%         end    
         disp('.txt section not accepted yet, coming soon'); 
         return; 
          
   otherwise 
        wavy_u=load(name{1,1});        
end 
%End update 1    
  
    C=wavy_u-Big_U; 
    D=C(:,3).*C(:,4); 
    E=rho.*D; 
    Temp_RS_uv=E+Temp_RS_uv; 
    n=n+1; 
end 
  
F=Temp_RS_uv./num; 
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G=F;  %originally multiplied F by -1 here, then decided against it 
  
%G is just one column, so we need to concatenate it with the (x,y) 
coordinates 
  
wavy_u_1(:, 3:5)=[];  %get rid of u,v,CHC 
  
%wavy_u_1 is now 2 columns--x and y 
  
RS_uv=cat(2, wavy_u_1, G);  %build Reynolds shear stress uv array column-wise 
    %2 means concatenate by adding columns from left to right 
    %wavy_u_1 contributes x and y coordinate columns 
    %G contributes the Reynolds uv shear stress at each 
    %point 
    %RS_uv is the final result. 
     
end 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
function PRNS=Prin_Reynolds_Normal_Stress(RNu, RNv, RSuv) 
%This function takes the Reynolds normal stresses in the x and y 
%directions and the shear stress in the xy plane.  It calculates the 
%principal Reynolds normal stress. 
  
A=RNu(:,3); 
B=RNv(:,3); 
C=RSuv(:,3); 
  
PRNS_num=((A+B)./2)+((((A-B)./2).^2)+C.^2).^(1/2); 
  
coords=RNu(:,1:2); 
  
PRNS=cat(2, coords, PRNS_num); 
  
end 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
function PRSS=Prin_Reynolds_Shear_Stress(RNu, RNv, RSuv) 
%This function takes the Reynolds normal stresses in the x and y 
%directions and the shear stress in the xy plane.  It calculates the 
%principal Reynolds shear stress. 
%Created August 2009 by Emily Downs. 
  
A=RNu(:,3); 
B=RNv(:,3); 
C=RSuv(:,3); 
  
PRSS_num=((((A-B)./2).^2)+C.^2).^(1/2); 
  
coords=RNu(:,1:2); 
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PRSS=cat(2, coords, PRSS_num); 
  
end 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
function th=PRNS_Angle(RNu, RNv, RSuv) 
%This function takes the Reynolds normal stresses in the x and y directions 
%and the shear stress in the xy plane. It calculates the angle of rotation 
%with respect to the measurement axes which describes the direction of the 
%principal Reynolds normal stress. 
%Created August 2009 by Emily Downs 
  
A=RNu(:,3); 
B=RNv(:,3); 
C=RSuv(:,3); 
  
th_num=0.5.*atand((2.*C)./(A-B)); 
  
coords=RNu(:,1:2); 
  
th=cat(2, coords, th_num); 
end 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
function [VS_1, VS_2]=Viscous_Shear(Big_U) 
%This function takes the mean velocity field and calculates the viscous 
%shear forces in the x (VS_2) and y (VS_1) directions based on a finite 
%difference method.   
%Created August 2009 by Emily Downs. 
  
[total, non]=size(Big_U);  %total is the number of vectors in Big_U 
  
check=Big_U(1,2);  %retrieves 1st y coordinate of the mean_vel field 
element_size=abs(check);  %this is delta x and delta y 
count=1;   
tf=0; 
  
while tf==0 
    if Big_U(count,2)==check  %see if the next y coordinate is the same as 
the first 
        tf=0; 
        count=count+1; 
    else 
        tf=1;     %if the y coordinate is different, you're on a new row 
        width=count-1;  %so the width of the field is count-1 
    end 
end 
  
height=total/width;  %height is the number of vectors per column in the grid 
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%dU/dy first 
i=1;   %i is the ith element across, starts with 1 
j=1;  %j is the jth element down, starts with 0 
VS_1=ones(total,1);  %makes an array with a length equal to the number of 
vectors in the field 
while j<=height-2 
    while i<=width 
        n=i+j*width;  %n is the index in Big_U of the element at (i, j) 
        prev=i+(j-1)*width;  %for dU/dy, prev is the index of the element 
above 
        next=i+(j+1)*width;  %and next is the index of the element below 
         
        %Calculating the finite difference--forward or backward if we're at 
        %the edge of the TCPC, central difference elsewhere 
         
        %Are we in the masked area? 
        if Big_U(n, 5)==-2 
            VS_1_element=0; 
            VS_1(n,1)=VS_1_element; 
        %Are we at the top wall of the TCPC? 
        elseif Big_U(prev,5)==-2 && Big_U(n,5)~=-2 
            VS_1_element=(Big_U(next,3)-Big_U(n,3))/(element_size); 
            VS_1(n,1)=VS_1_element; 
        %Are we at the bottom wall of the TCPC?  
        elseif Big_U(next, 5)==-2 && Big_U(n,5)~=-2    
            VS_1_element=(Big_U(n,3)-Big_U(prev,3))/(element_size); 
            VS_1(n,1)=VS_1_element; 
        else  %central difference for anywhere in between walls 
            VS_1_element=(Big_U(next,3)-Big_U(prev,3))/(2*element_size); 
            VS_1(n,1)=VS_1_element; 
        end 
        i=i+1; 
    end 
    j=j+1; 
    i=1; 
end 
  
%now dV/dx 
i=2; 
j=0; 
VS_2=ones(total,1); %makes an array the same length as the number of velocity 
vectors 
while j<=height-1 
    while i<=width-1 
        n=i+j*width;  %n is the index in Big_U of the (ith, jth) element 
        prev=(i-1)+j*width;  %For dV/dx, prev is the element to the left 
        next=(i+1)+j*width;  %and next is the element to the right 
         
        %Calculating the finite difference--forward or backward if we're at 
        %the edge of the TCPC, central difference elsewhere 
         
        %Are we in the masked area? 
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        if Big_U(n, 5)==-2 
            VS_2_element=0; 
            VS_2(n,1)=VS_2_element; 
        %Are we at the left wall of the TCPC? 
        elseif Big_U(prev,5)==-2 && Big_U(n,5)~=-2    
            VS_2_element=(Big_U(next,4)-Big_U(n,4))/(element_size); 
            VS_2(n,1)=VS_2_element; 
        %Are we at the right wall of the TCPC? 
        elseif Big_U(next, 5)==-2 && Big_U(n,5)~=-2    
            VS_2_element=(Big_U(n,4)-Big_U(prev,4))/(element_size); 
            VS_2(n,1)=VS_2_element; 
        else  %central difference for anywhere between walls 
            VS_2_element=(Big_U(next,4)-Big_U(prev,4))/(2*element_size); 
            VS_2(n,1)=VS_2_element;   
        end 
        i=i+1;  %move to next element to the right 
    end 
    j=j+1;  %move to next row in the field,  
    i=2;    %starting back at the 2nd element from the left 
end 
  
%At this point, VS_1 and VS_2 are 1 long column each.  We want to output 
%them as arrays with the first two columns as the x and y coordinates and 
%the third column as the calculated data. 
  
coords=Big_U(:,1:2); %makes coords an array with just x and y coordinates 
  
VS_1=cat(2, coords, VS_1);  %this will make VS_1 an array with cols. x, y, 
dU/dy 
VS_2=cat(2, coords, VS_2);  %this will make VS_2 an array with cols. x, y, 
dV/dx 
  
end 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
 
function Vort=Vorticity(Big_U) 
%This function takes the mean velocity vector field and calculates the 
%vorticity at each point.  It returns an array with the x and y coordinates 
%in columns 1 and 2 and the corresponding vorticity in column 3. 
%Created August 2009 by Emily Downs. 
  
  
[total, non]=size(Big_U);  %total is the number of vectors in Big_U 
  
check=Big_U(1,2);  %retrieves 1st y coordinate of the mean_vel field 
element_size=abs(check);  %this is delta x and delta y 
count=1;   
tf=0; 
  
while tf==0 
    if Big_U(count,2)==check  %see if the next y coordinate = the first 
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        tf=0; 
        count=count+1; 
    else 
        tf=1;     %if the y coordinate is different, you're on a new row 
        width=count-1;  %so the width of the field is count-1 
    end 
end 
  
height=total/width;  %height = number of vectors per column in the field 
  
i=2; %i is the ith element across, starts with 1 
j=1; %j is the jth element down, starts with 0 
  
Vort=ones(total, 1); 
%-------------------------% 
%  Element idices         % 
%  Up_L    Up    Up_R     % 
%  Left    *n*   Right    % 
%  Low_L   Low   Low_R    % 
%-------------------------% 
while j<=height-2 
    while i<=width-1 
        n=i+j*width; 
        Up_L=(i-1)+(j-1)*width; 
        Up=i+(j-1)*width; 
        Up_R=(i+1)+(j-1)*width; 
        Left=(i-1)+j*width; 
        Right=(i+1)+j*width; 
        Low_L=(i-1)+(j+1)*width; 
        Low=i+(j+1)*width; 
        Low_R=(i+1)+(j+1)*width; 
         
        %Don't calculate anything in the masked area 
        if Big_U(n, 5)==-2 
            Vort(n,1)=0; 
        else 
            
term1=(element_size/2)*(Big_U(Up_L,3)+2*Big_U(Up,3)+Big_U(Up_R,3)); 
            
term2=(element_size/2)*(Big_U(Up_R,4)+2*Big_U(Right,4)+Big_U(Low_R,4)); 
            
term3=(element_size/2)*(Big_U(Low_R,3)+2*Big_U(Low,3)+Big_U(Low_L,3)); 
            
term4=(element_size/2)*(Big_U(Low_L,4)+2*Big_U(Left,4)+Big_U(Up_L,4)); 
  
            Vort(n,1)=(1/(4*element_size*element_size))*(term1+term2-term3-
term4); 
        end 
         
        i=i+1; 
    end 
    j=j+1; 
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    i=2; 
end 
  
coords=Big_U(:,1:2); 
  
Vort=cat(2, coords, Vort); 
  
end 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
end  %end of program 'end' 
 
 
 
%% NEW FILE  
%%Vector_selector.m  
 
function varargout = Vector_selector(varargin) 
% VECTOR_SELECTOR M-file for Vector_selector.fig 
%      VECTOR_SELECTOR, by itself, creates a new VECTOR_SELECTOR or raises 
the existing 
%      singleton*. 
% 
%      H = VECTOR_SELECTOR returns the handle to a new VECTOR_SELECTOR or the 
handle to 
%      the existing singleton*. 
% 
%      VECTOR_SELECTOR('CALLBACK',hObject,eventData,handles,...) calls the 
local 
%      function named CALLBACK in VECTOR_SELECTOR.M with the given input 
arguments. 
% 
%      VECTOR_SELECTOR('Property','Value',...) creates a new VECTOR_SELECTOR 
or raises the 
%      existing singleton*.  Starting from the left, property value pairs are 
%      applied to the GUI before Vector_selector_OpeningFcn gets called.  An 
%      unrecognized property name or invalid value makes property application 
%      stop.  All inputs are passed to Vector_selector_OpeningFcn via 
varargin. 
% 
%      *See GUI Options on GUIDE's Tools menu.  Choose "GUI allows only one 
%      instance to run (singleton)". 
% 
% See also: GUIDE, GUIDATA, GUIHANDLES 
  
% Edit the above text to modify the response to help Vector_selector 
  
% Last Modified by GUIDE v2.5 10-Aug-2009 12:46:52 
  
% Begin initialization code - DO NOT EDIT 
gui_Singleton = 1; 
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gui_State = struct('gui_Name',       mfilename, ... 
                   'gui_Singleton',  gui_Singleton, ... 
                   'gui_OpeningFcn', @Vector_selector_OpeningFcn, ... 
                   'gui_OutputFcn',  @Vector_selector_OutputFcn, ... 
                   'gui_LayoutFcn',  [] , ... 
                   'gui_Callback',   []); 
if nargin && ischar(varargin{1}) 
    gui_State.gui_Callback = str2func(varargin{1}); 
end 
  
if nargout 
    [varargout{1:nargout}] = gui_mainfcn(gui_State, varargin{:}); 
else 
    gui_mainfcn(gui_State, varargin{:}); 
end 
% End initialization code - DO NOT EDIT 
  
  
% --- Executes just before Vector_selector is made visible. 
function Vector_selector_OpeningFcn(hObject, eventdata, handles, varargin) 
% This function has no output args, see OutputFcn. 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% varargin   command line arguments to Vector_selector (see VARARGIN) 
  
% Choose default command line output for Vector_selector 
%handles.output = hObject; %(original code from matlab-gen'd m-file) 
  
% Update handles structure 
guidata(hObject, handles); 
  
vector_folder=varargin{1}; 
vector_files=varargin{2}; 
  
%Populate the list of files in the listbox. 
load_list(vector_folder, vector_files, handles) 
% UIWAIT makes Vector_selector wait for user response (see UIRESUME) 
uiwait(handles.figure1); 
  
  
% --- Outputs from this function are returned to the command line. 
function varargout = Vector_selector_OutputFcn(hObject, eventdata, handles)  
% varargout  cell array for returning output args (see VARARGOUT); 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Get default command line output from handles structure 
%varargout{1}= handles.output; 
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try 
    varargout{1}=handles.output; 
    delete(handles.figure1); 
catch 
    varargout{1}=cell(1); 
end; 
  
% --- Executes on selection change in File_list. 
function File_list_Callback(hObject, eventdata, handles) 
% hObject    handle to File_list (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: contents = get(hObject,'String') returns File_list contents as cell 
array 
%        contents{get(hObject,'Value')} returns selected item from File_list 
  
  
  
%Read the directory and list of files to populate the listbox File_list 
function load_list(vec_fold, vec_files, handles) 
handles.file_names=vec_files; 
guidata(handles.figure1, handles) 
set(handles.File_list, 'String', handles.file_names,... 
    'Value', 1) 
  
% --- Executes during object creation, after setting all properties. 
function File_list_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to File_list (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
  
% Hint: listbox controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
  
% --- Executes on button press in Done_pushbutton. 
function Done_pushbutton_Callback(hObject, eventdata, handles) 
% hObject    handle to Done_pushbutton (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
%disp(handles.output); 
%get_list(handles); 
  
selected=get(handles.File_list, 'String'); 
index_selected_items=get(handles.File_list,'Value'); 
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num_selected=length(index_selected_items); 
n=1; 
selected_items=cell(1,num_selected); 
while n <= num_selected 
    selected_items(1,n)=cellstr(selected{index_selected_items(n)}); 
    n=n+1; 
end 
handles.output=selected_items; 
guidata(hObject, handles); 
%varargout{1}=handles.output; 
uiresume(handles.figure1); 
  
% --- Executes on button press in Cancel_pushbutton. 
function Cancel_pushbutton_Callback(hObject, eventdata, handles) 
% hObject    handle to Cancel_pushbutton (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.output='0'; 
guidata(hObject, handles); 
close(gcf); 
 
function Vector_Plotter() 
  
%Verify output of data_changer is x_dir or X_dirT 
  
%It is necessary to open an original vector file first to plot the vectors 
  
disp('Welcome to the Plotter'); 
disp('open an original vector file'); 
  
defaultBackground = get (0, 'defaultUicontrolBackgroundColor');  
                        %for gui appearance 
  
data_folder=uigetdir; %asks user for the folder containing the files to be  
                      %analyzed 
                   
if data_folder==0 
    disp('Analysis cancelled.'); 
    return; 
end 
file_minder=0; 
while file_minder~=1 
  
    disp('This program can only be used with .Matlab, .vec, or .txt files') 
file_choice=input('What file type are you using? Do not enter " ', 's'); 
      
    if isempty(file_choice) 
    file_choice = '.matlab'; %The default file choice is .matlab 
    end 
     
switch lower(file_choice) 
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   case '.matlab' 
      disp('You have chosen .matlab'); file_minder=1; 
      %finds files in specified directory ending with ".matlab" 
      Group=dir(fullfile(data_folder, '*.matlab'));  
      Group_files = {Group.name}; %gathers names of all files 
      [ll, list]=size(Group_files); %2nd term (list) is the number of files 
      %%Make sure the folder contains usable files (.matlab) 
        if list==0 
         disp('No .mat files present.  Ending program.') 
        return; 
        end 
         
        %%get the path of the files  
[pn, nm]=fileparts(data_folder);  %pn=path up to the data folder; 
                                    %nm=name of folder itself 
selections=Vector_selector(data_folder, Group_files); 
  
tf=isequal(selections{1,1}, []); 
if tf==1 %Only want one vector this time 
    disp('User quit.'); 
    return; 
end 
         
name=strcat(data_folder, '\', selections(1,1)); 
  
S=length(selections);   
if S>1                   
                         
    disp('You can only select one vector field.'); 
    disp('Loading the first vector field selected'); 
     
    name=strcat(data_folder, '\', selections(1,1)); 
  
    Array_vec=load(name{1,1});  
      
elseif S==1              
    disp('You can only select one vector field.'); 
    disp('Loading the first vector field selected'); 
     
    name=strcat(data_folder, '\', selections(1,1)); 
  
    Array_vec=load(name{1,1});  
      
else                    %Catch any other errors 
    disp('Error. Ending program.') 
    return; 
end 
  
    case '.vec' 
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      disp('You have chosen .vec'); file_minder=1; 
      %finds files in specified directory ending with ".vec" 
      Group=dir(fullfile(data_folder, '*.vec'));  
      Group_files = {Group.name}; %gathers names of all files 
      [ll, list]=size(Group_files); %2nd term (list) is the number of files 
      %%Make sure the folder contains usable files (.matlab) 
        if list==0 
        disp('No .vec files present.  Ending program.') 
        return; 
        end 
         
        %%get the path of the files  
[pn, nm]=fileparts(data_folder);  %pn=path up to the data folder; 
                                    %nm=name of folder itself 
selections=Vector_selector(data_folder, Group_files); 
  
tf=isequal(selections{1,1}, []); 
if tf==1 %Only want one vector this time 
    disp('User quit.'); 
    return; 
end 
  
S=length(selections);   
if S>1                   
                         
    disp('You can only select one vector field.'); 
    disp('Loading the first vector field selected'); 
    name=strcat(data_folder, '\', selections(1,1)); 
    newdata2 = importdata(name{1,1},',',1); 
     % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata2); 
        Array_vec=newdata2.data; 
     
      
elseif S==1              
    name=strcat(data_folder, '\', selections(1,1)); 
  % Create new variables in the base workspace from those fields. 
      newdata2 = importdata(name{1,1},',',1);   
      vars = fieldnames(newdata2); 
      Array_vec=newdata2.data; 
      
else                    %Catch any other errors 
    disp('Error. Ending program.') 
    return; 
end 
        
  
    case '.txt' 
      disp('You have chosen .txt'); file_minder=1; 
      %finds files in specified directory ending with ".txt" 
      Group=dir(fullfile(data_folder, '*.txt'));  
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      Group_files = {Group.name}; %gathers names of all files 
      [ll, list]=size(Group_files); %2nd term (list) is the number of files 
      %%Make sure the folder contains usable files (.matlab) 
        if list==0 
        disp('No .txt files present.  Ending program.') 
        return; 
        end 
         
        %%get the path of the files  
[pn, nm]=fileparts(data_folder);  %pn=path up to the data folder; 
                                    %nm=name of folder itself 
selections=Vector_selector(data_folder, Group_files); 
  
tf=isequal(selections{1,1}, []); 
if tf==1 %Failsafe to insure that selections are unique 
    disp('User quit.'); 
    return; 
end 
  
  
S=length(selections);   
if S>1                   
                         
    disp('You can only select one vector field.'); 
    disp('Loading the first vector field selected'); 
    name=strcat(data_folder, '\', selections(1,1)); 
    newdata2 = importdata(name{1,1},',',1); 
     % Create new variables in the base workspace from those fields. 
        vars = fieldnames(newdata2); 
        Array_vec=newdata2.data; 
     
      
elseif S==1              
    name=strcat(data_folder, '\', selections(1,1)); 
  % Create new variables in the base workspace from those fields. 
      newdata2 = importdata(name{1,1},',',1);   
      vars = fieldnames(newdata2); 
      Array_vec=newdata2.data; 
      
else                    %Catch any other errors 
    disp('Error. Ending program.') 
    return; 
end 
        
         
    otherwise 
      disp('Unknown file type') 
      disp('Try again') 
      %Give user two tries to get it right, then end program   
        %Catch any errors 
        if file_minder==2          
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        disp('Error. Ending program.') 
        return; 
         
        else 
        file_minder=file_minder+2; 
        end 
         
end 
end 
                        
  
  
% %%get the path of the files  
% [pn, nm]=fileparts(data_folder);  %pn=path up to the data folder; 
%                                     %nm=name of folder itself 
% selections=Vector_selector(data_folder, Group_files); 
%  
% tf=isequal(selections{1,1}, []); 
% if tf==1 %Only want one vector this time 
%     disp('User quit.'); 
%     return; 
% end 
  
% S=length(selections);  %figure out how many vector fields were selected 
% if S>1                 %If more than 1 was selected, proceed to call  
%                         %Mean_Vel to calculate U 
%     disp('You can only select one vector field.'); 
%     return; 
%       
% elseif S==1             %Can't figure out mean and std. dev. w/ only 1 file 
%      U=Mean_Vel(data_folder, selections, S, file_choice); 
%       
% else                    %Catch any other errors 
%     disp('Error. Ending program.') 
%     return; 
% end 
  
%Delete variables for reuse 
clear file_minder selections data_folder Group_files list pn nm; 
clear Group name newdata2 vars; 
  
%Plot the vectors 
  J=Array_vec(:,1);K=Array_vec(:,2);L=Array_vec(:,3);M=Array_vec(:,4); 
  
%   figure(1); 
%   quiver(J,K,L,M); title('Velocity Magnitude Plot'); 
%   xlabel('X (mm)'); ylabel('Y (mm)'); 
  
  
%This is the file selection gui from the beginning of Vector_Stats 
%It is being reused here to located and open the vector analysis file 
134 
 
 
%which is a .mat file 
  
data_folder=uigetdir; %asks user for the folder containing the files to be  
                      %analyzed 
                   
if data_folder==0 
    disp('Analysis cancelled.'); 
    return; 
end 
  
Group=dir(fullfile(data_folder, '*.mat'));  
  
%finds files in specified directory ending with ".mat" 
  
Group_files = {Group.name}; %gathers names of all files 
[ll, list]=size(Group_files); %2nd term (list) is the number of files 
  
%Make sure the folder contains usable files (.mat) 
if list==0 
   disp('No .mat files present.  Ending program.') 
  return; 
end 
  
%%get the path of the files 
[pn, nm]=fileparts(data_folder);  %pn=path up to the data folder; 
                                    %nm=name of folder itself 
selections=Vector_selector(data_folder, Group_files); 
tf=isequal(selections{1,1}, []); 
if tf==1 % 
    disp('User quit.'); 
    return; 
end 
  
name=strcat(data_folder, '\', selections(1,1)); 
  
Array1=load(name{1,1}); 
vars = fieldnames(Array1); 
%Since Matlab has issues with reading variables out of structures, 
%it is necessary to manually read the arrays out 
%DO NOT USE THE assignin() COMMAND. IT ONLY READS VARIABLES TO THE MAIN  
%WORKSPACE OUTSIDE OF THE FUNCTION!!! 
  
clear file_minder selections data_folder Group_files list pn nm; 
  
%Vector_Data=Array1.Vector_Data; 
U=Array1.U; 
Std_dev=Array1.Std_dev; 
  
Rey_Norm_u=Array1.Rey_Norm_u; 
Rey_Norm_v=Array1.Rey_Norm_v; 
Rey_Shear_uv=Array1.Rey_Shear_uv; 
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PRNS=Array1.PRNS; 
PRSS=Array1.PRSS; 
theta=Array1.theta; 
Visc_x=Array1.Visc_x; 
Visc_y=Array1.Visc_y; 
Vort=Array1.Vort; 
  
R=Array1.R; 
selections=Array1.selections; 
  
  
plot_choice=0; 
  
while plot_choice~=1 
  
plotchoice3=input('Do you want to plot a variable? [y/n]', 's'); 
if strcmpi(plotchoice3,'y') 
    plot_choice=0; 
elseif strcmpi(plotchoice3,'n') 
    % 
    plot_choice=1; 
    return; 
else  
    plot_choice=1; 
end 
  
disp('Please choose from the following list'); 
disp(vars); 
     
plot_choice2=input('What do you want to plot? Do not enter " ', 's'); 
  
disp('Your plot choices are regular contour (RC) or filled contour(FC)'); 
plot_type=input('What type of plot do you want?', 's'); 
  
%q_checker=input('Do you want the vectors on the plot? [y/n]', 's'); 
                  
%Plot selections 
  
switch upper(plot_choice2) %Change form lower to upper 
     
    case'U' 
        disp('You have chosen the Mean Velocity U'); %plot_choice=1; 
        
[x_dir, y_dir, p_dir]=data_changer(U); 
     
    %Call plotting routine 
  
    %Mad_Plotter(name_me) 
     
    figure(2) 
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        if strcmpi(plot_type,'RC')  
             contour(x_dir, y_dir, p_dir);   
              
        elseif strcmpi(plot_type,'FC') 
            contourf(x_dir, y_dir, p_dir); 
        else    
           disp('Error: Not a Valid Plot Type'); 
        end 
     
    title('Mean Velocity Plot'); xlabel('X (mm)'); ylabel('Y (mm)'); 
    colormap (jet); 
    colorbar; 
    
%         if strcmpi(q_checker,'y')  
%              hold on; 
%              quiver(J,K,L,M); 
%              hold off; 
%         elseif strcmpi(q_checker,'n') 
%             plot_choice=0; 
%         else    
%            disp('Error: Not a Valid Response Type'); 
%         end 
         
    case'Std_dev' 
        disp('Plotting Function Not Supported at this Time'); 
%     [x_dir, y_dir, p_dir]=data_changer(Std_dev); 
%     figure(3) 
%     title('Standard Deviation of the Velocity Magnitude Plot');  
%     xlabel('X (mm)'); ylabel('Y (mm)'); 
      
    case'Rey_Norm_u' 
        disp('Plotting Function Not Supported at this Time'); 
%     [x_dir, y_dir, p_dir]=data_changer(Rey_Norm_u); 
%     figure(4) 
%     title('Reynolds Normal Stress U component Only Plot');  
%     xlabel('X (mm)'); ylabel('Y (mm)'); 
     
    case'Rey_Norm_v' 
        disp('Plotting Function Not Supported at this Time'); 
%     [x_dir, y_dir, p_dir]=data_changer(Rey_Norm_v); 
%     figure(5) 
%     title('Reynolds Normal Stress V Component Only Plot');  
%     xlabel('X (mm)'); ylabel('Y (mm)'); 
  
    case'Rey_Shear_uv' 
   disp('You have chosen the Reynolds Shear'); %plot_choice=1; 
        
    [x_dir, y_dir, p_dir]=data_changer(Rey_Shear_uv); 
    figure(6) 
    title('Reynolds Shear Stress Plot');  
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     xlabel('X (mm)'); ylabel('Y (mm)');  
      
     if strcmpi(plot_type,'RC')  
             contour(x_dir, y_dir, p_dir);   
        elseif strcmpi(plot_type,'FC') 
            contourf(x_dir, y_dir, p_dir); 
        else    
           disp('Error: Not a Valid Plot Type'); 
     end 
         
    case'PRNS' 
    disp('You have chosen Principal Reynolds Normal Stress'); %plot_choice=1; 
        
[x_dir, y_dir, p_dir]=data_changer(PRNS); 
     
    %Call plotting routine 
    
    figure(7) 
        
        if strcmpi(plot_type,'RC')  
             contour(x_dir, y_dir, p_dir);   
        elseif strcmpi(plot_type,'FC') 
            contourf(x_dir, y_dir, p_dir); 
        else    
           disp('Error: Not a Valid Plot Type'); 
        end 
         hold on; 
           quiver(J,K,L,M); 
              hold off; 
         
         
         
   title('Principal Reynolds Normal Stress Plot'); 
    xlabel('X (mm)'); ylabel('Y (mm)'); 
     
    case'PRSS' 
        disp('You have chosen Principal Reynolds Shear Stress'); 
%plot_choice=1; 
        
[x_dir, y_dir, p_dir]=data_changer(PRSS); 
     
    %Call plotting routine 
  
    figure(8) 
    title('Principal Reynolds Shear Stress Plot'); 
    xlabel('X (mm)'); ylabel('Y (mm)'); 
     
        if strcmpi(plot_type,'RC')  
             contour(x_dir, y_dir, p_dir);   
        elseif strcmpi(plot_type,'FC') 
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            contourf(x_dir, y_dir, p_dir); 
        else    
           disp('Error: Not a Valid Plot Type'); 
        end         
    title('Principal Reynolds Shear Stress Plot'); 
    xlabel('X (mm)'); ylabel('Y (mm)'); 
     
    case'Visc_x' 
     disp('Plotting Function Not Supported at this Time'); 
%     [x_dir, y_dir, p_dir]=data_changer(Visc_x); 
%     figure(9) 
%     title('Reynolds Normal Stress V Component Only Plot');  
%     xlabel('X (mm)'); ylabel('Y (mm)'); 
  
    case'Visc_y' 
     disp('Plotting Function Not Supported at this Time'); 
%     [x_dir, y_dir, p_dir]=data_changer(Visc_y); 
%     figure(10) 
%     title('Reynolds Normal Stress V Component Only Plot');  
%     xlabel('X (mm)'); ylabel('Y (mm)'); 
         
    case'Vort' 
     
    disp('You have chosen the Vorticity Plot'); %plot_choice=1; 
        
    [x_dir, y_dir, p_dir]=data_changer(Vort); 
     
    %Call plotting routine 
        
    figure(11) 
     
        if strcmpi(plot_type,'RC')  
             contour(x_dir, y_dir, p_dir);   
        elseif strcmpi(plot_type,'FC') 
            contourf(x_dir, y_dir, p_dir); 
        else    
           disp('Error: Not a Valid Plot Type'); 
        end 
     
    title('Vorticity Plot'); xlabel('X (mm)'); ylabel('Y (mm)'); 
     
   %case'Vectors' 
         
   otherwise 
      disp('Unknown variable name') 
      disp('Try again') 
      %Give user five tries to get it right, then end program   
        %Catch any errors 
        count=count+1; 
        if count==5          
        disp('Error. Ending program.') 
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        return; 
         
        else 
        plot_choice=0; 
        end         
end 
end 
  
  
  
  
  
%  
%J=x3LPM_50_50_204_vectors(:,1);K=x3LPM_50_50_204_vectors(:,2);L=x3LPM_50_50_
204_vectors(:,3);M=x3LPM_50_50_204_vectors(:,4); 
%   
%  
%J=x3LPM_40_60_6000rpm000423(:,1);K=x3LPM_40_60_6000rpm000423(:,2);L=x3LPM_40
_60_6000rpm000423(:,3);M=x3LPM_40_60_6000rpm000423(:,4); 
%   
%  figure(1); 
%  contour(x_dir,y_dir,p_dir); 
%  hold on; 
%  quiver(J,K,L,M); 
%  hold off; 
%  figure(2); 
%  contourf(p_dir); 
%  
  
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
%%% 
  
  
  
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
%%% 
function [x_dir,y_dir,p_dir]=data_changer(Pick) 
%Removed transpose T 
x_dir=Pick(:,1); 
        y_dir=Pick(:,2); 
        p_dir=Pick(:,3); 
  
        [M N]=size(x_dir); 
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        Large_num=max(x_dir); 
  
        R=find(x_dir==Large_num, 1,'first'); 
   
%May be possible to use meshgrid(), but it would still be necessary to  
%remove the repeating x_vector  
%Change matrix dimensions accordingly to remove the repeating vectors 
      x_dir=x_dir'; y_dir=y_dir'; p_dir=p_dir'; 
       
%The following commands realign the rows and columns from a column vector 
%to an M by N matrix 
  
       x_dir=reshape(x_dir,R,[]); %Position x 
       y_dir=reshape(y_dir,R,[]); %Positions y 
       p_dir=reshape(p_dir,R,[]); %Values 
  
%        x_dirT=x_dir'; 
%        y_dirT=y_dir'; 
%        p_dirT=p_dir'; 
        
        
end 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
  
  
 
%function Mad_plotter() 
 
  
  
% J=data(:,1);K=data(:,2);L=data(:,3);M=data(:,4); 
%  
%  
% x_dir=PRNS(:,1); 
%      y_dir=PRNS(:,2); 
%          p_dir=PRNS(:,3); 
%  
%         x_dir=reshape(x_dir,85,[]); %Position x 
%         y_dir=reshape(y_dir,85,[]); %Positions y 
%         p_dir=reshape(p_dir,85,[]); %Values 
%  
%  contourf(x_dir,y_dir,p_dir); 
% hold on; 
% quiver(J,K,L,M); 
% hold off; 
% J=data(:,1);K=data(:,2);L=data(:,3);M=data(:,4); 
%  
% x_dir=PRNS(:,1); 
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%      y_dir=PRNS(:,2); 
%          p_dir=PRNS(:,3); 
%  
%         x_dir=reshape(x_dir,85,[]); %Position x 
%         y_dir=reshape(y_dir,85,[]); %Positions y 
%         p_dir=reshape(p_dir,85,[]); %Values 
% figure(1); 
%  contourf(x_dir,y_dir,p_dir); 
% hold on; 
% quiver(J,K,L,M); 
% hold off; 
%  
% % Create xlabel 
% xlabel({'X (mm)'}); 
%  
% % Create ylabel 
% ylabel({'Y (mm)'}); 
%  
% % Create title 
% title({'Principal Reynolds Normal Stress'}); 
%  
% J=data(:,1);K=data(:,2);L=data(:,3);M=data(:,4); 
%  
%  
% x_dir1=PRSS(:,1); 
%      y_dir2=PRSS(:,2); 
%          p_dir3=PRSS(:,3); 
%  
%         x_dir1=reshape(x_dir1,85,[]); %Position x 
%         y_dir2=reshape(y_dir2,85,[]); %Positions y 
%         p_dir3=reshape(p_dir3,85,[]); %Values 
%          
% figure(2); 
%  contourf(x_dir1,y_dir2,p_dir3); 
% hold on; 
% quiver(J,K,L,M); 
% hold off; 
%  
% % Create xlabel 
% xlabel({'X (mm)'}); 
%  
% % Create ylabel 
% ylabel({'Y (mm)'}); 
%  
% % Create title 
% title({'Principal Reynolds Shear Stress'}); 
  
  
  
end %End of file end 
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