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Abstract. This work applied automated acceptance tests with the software 
development practice known as "Continuous Integration", often used in agile 
methodologies. The realization was made through its use in developing a web 
application based on JavaScript, PHP (Hypertext Preprocessor), CSS (Cascading 
Style Sheets), HTML (HyperText Markup Language) and DBMS Manager (System 
Database) MySQL. We acceptance tests developed by adopting the tools Selenium 
IDE and Ant. The Git tool was used to enforce versioning via the GitHub. At the 
end of this work it was found that the instant feedback of the errors encountered 
in the development of an application contributed to the faster process. 
Keywords: Agile Methods. Software Testing. Web Development.   
Resumo. Este trabalho aplicou testes de aceitação automáticos juntamente 
com a prática de desenvolvimento de software conhecida como “Integração 
Contínua”, muito utilizada nas metodologias ágeis. A realização foi feita 
através do seu uso no desenvolvimento de uma aplicação Web baseada em 
JavaScript, PHP, CSS, HTML e SGBD MySQL. Foram elaborados testes de 
aceitação adotando as ferramentas Selenium IDE e ANT. A ferramenta Git foi 
utilizada para efetivar o controle de versão através do GitHub. Ao final deste 
trabalho verificou-se que o feedback instantâneo dos erros encontrados no 
desenvolvimento de uma aplicação contribuiu para a agilidade do processo. 
Palavras-chave:. Métodos Ágeis. Teste de Software. Desenvolvimento Web. 
1. Introdução 
O projeto de software envolve uma série de atividades que incluem rotinas técnicas e 
administrativas, as quais precisam ser monitoradas frequentemente para que o produto 
final seja realizado dentro do prazo e dos custos inicialmente definidos pela empresa 
[PRESSMAN 2011]. Para o alcance deste objetivo visando a qualidade e a satisfação do 
cliente é fundamental a utilização de métodos, técnicas e ferramentas [NETO 2014]. 
  
 A área de Engenharia de Software define vários destes métodos e técnicas para o 
processo de produção de sistemas, porém, mesmo com a aplicação destas melhorias as 
  
organizações possuem a dificuldade em cumprir as metas do projeto (PRESSMAN, 
2011). 
 Perin (2006) afirma que “a atividade de teste de software é um elemento crítico 
da garantia de qualidade de software (...)” (PERIN, 2006). As empresas são 
incentivadas a ter uma planejada e minuciosa prática de testes quando percebem os altos 
custos gerados pelas falhas no software, fato que contribui para a economia e prevenção 
destes gastos (NIETO; CARDOSO, 2012). 
 Segundo Perin (2006) normalmente as empresas dedicam 40% de todo o projeto 
para a fase de testes. Em sistemas que podem envolver a segurança humana tais como 
os utilizados em controle de voo, os testes demandam “de três a cinco vezes mais que 
todos os outros passos da engenharia de software juntos.” (PERIN, 2006). 
 Esta dificuldade aumenta quando o desenvolvimento é iniciado com falhas, 
causando impacto na confiabilidade e qualidade do produto final (DEUTSCH, 1979 
apud PRESSMAN, 1995).  
 Este trabalho traz conceitos e sugestões para a implementação de testes 
automatizados utilizando a prática de Integração Contínua, visando maior agilidade para 
este processo tão importante na criação de sistemas. 
 Nas próximas seções será apresentado os conceitos de metodologia ágil, 
integração continua e testes, o desenvolvimento da aplicação e dos testes utilizados no 
projeto bem como os resultados alcançados com a técnica. 
2. Metodologia Ágil  
De acordo com estudos realizados pelo Standish Group (1995), a maioria dos sistemas 
que utilizaram a metodologia tradicional de desenvolvimento de software não alcançou 
a total satisfação do cliente e custou mais do que o planejado. Soares (2004) fala sobre o 
problema do curto prazo para o desenvolvimento abordando a metodologia tradicional, 
onde se prioriza a documentação. 
 As metodologias ágeis surgiram como uma resposta a esses problemas. De 
acordo com Soares (2004), o termo “ágil” se deve ao fato da metodologia não ser 
orientada a documentação. Isso não significa que a documentação não tenha 
importância, ela apenas aparece em plano secundário, ficando o enfoque primário nos 
indivíduos e interações, software executável, colaboração do cliente e resposta rápida 
para mudanças [SOARES 2004]. 
 Dentre as várias metodologias ágeis existentes, Scrum e XP (Extreme 
Programming) são as mais difundidas. Esta última possui características relevantes 
como a abordagem incremental do software, a frequente interação com o cliente e o 
feedback constante das atividades que estão sendo realizadas [KOSCIANSKI e 
SOARES 2007].  
 Entre as práticas utilizadas por esta metodologia destaca-se o teste e a Integração 
Contínua, onde há foco na validação do projeto durante todo o desenvolvimento do 
software [SOARES 2004]. Ferramentas que suportam metodologias ágeis já existem, e 
efetuam o controle das métricas de cada equipe, de cada desenvolvedor e executam a 
divisão das tarefas e a integração e testes [SOARES 2004]. 
 3. Integração Contínua 
Integração continua é uma prática utilizada no desenvolvimento de software onde os 
desenvolvedores integram o trabalho frequentemente. Cada integração é examinada por 
uma build automatizada (incluindo os testes) para que os erros de integração possam ser 
detectados rapidamente [FOWLER  2006]. 
 É um método muito eficaz para o ganho de tempo em junção de funcionalidades. 
Para a sua utilização, é desejável utilizar um sistema de controle de versão centralizado, 
como por exemplo, o Git [ROCHA 2014]. O objetivo desse controle é facilitar o 
trabalho em equipe, que e é essencial para metodologias ágeis. [FOWLER, 2006]. 
 Também são importantes os testes automatizados para que seja possível a 
análise de erros. De acordo com Fowler (2006), para uma boa integração, além dos 
testes e do controle de versão, a automatização das builds é um ponto crucial. A 
ferramenta ANT, por exemplo, realiza essa automatização [ROCHA 2014] . A partir do 
momento em que se tem um controle de versão centralizado, testes e builds 
automatizadas, podemos então realizar a integração, a qual irá unir todos estes itens para 
trabalhar em conjunto [ROCHA 2014].  
4. Testes 
Teste de software é a execução de um conjunto de verificações que determinam se o 
sistema desenvolvido atingiu suas especificações e funcionou corretamente no ambiente 
para o qual foi projetado (NETO, 2014). 
 Testes de caixa branca e testes de caixa preta são as técnicas mais difundidas de 
teste de software (SCOTT, 2012). A técnica de caixa branca avalia o comportamento e 
os aspectos internos da aplicação [PRESSMAN 2005]. O teste unitário é um exemplo de 
caixa branca cujo seu principal foco é avaliar cada pequena parte do código 
separadamente, procurando por falhas na lógica desenvolvida [ROCHA 2001]. 
 A técnica de caixa preta não necessita do acesso ao código fonte, pois são 
verificadas as funcionalidades da aplicação auxiliando na identificação de falhas na 
interface e nos comandos realizados pelo usuário, bem como erros de comportamento 
ou desempenho [SCOTT 2012]. O teste de aceitação, simula as operações de rotina do 
sistema de modo a verificar se o seu comportamento está de acordo com o solicitado, é 
um exemplo de teste de caixa preta [NETO 2014]. 
5. Desenvolvimento 
Este trabalho visa aplicar a Integração Contínua numa aplicação Web, utilizando um 
sistema de controle de versão, para que cada integrante da equipe implemente seus 
códigos, uma ferramenta de integração para realizar o monitoramento do processo de 
desenvolvimento, além da implementação de testes automatizados. 
5.1. Aplicação Web 
A aplicação desenvolvida para a realização dos testes simula o controle de um 
estacionamento. Este controle utiliza a linguagem PHP, juntamente com HTML, 
JavaScript , CSS, e o sistema gerenciador de banco de dados MySQL. 
  
 As ferramentas utilizadas para o desenvolvimento foram EasyPHP e Sublime 
Text 2. Nos computadores onde os códigos eram elaborados, o Git foi instalado para 
efetuar a transferência das modificações no ambiente integrado. Através da ferramenta 
Git o controle das versões do software também pode ser verificado. 
 O acesso na página do sistema criado é realizado através de um ambiente web. O 
usuário pode utilizar o navegador de sua preferência, desde que este seja compatível 
com as ferramentas citadas anteriormente. É aconselhável verificar se o JavaScript é 
suportado pelo navegador, caso contrário, a aplicação não funcionará corretamente. 
 Utilizando os novos conceitos e bibliotecas que visam a maior interatividade do 
usuário com os sistemas web, a interface ilustrada na Figura 1 foi elaborada. 
 
Figura 1. Página Inicial do sistema web de controle de estacionamento 
desenvolvido 
A página está organizada em divs [LEMON 2005], as quais permitem organizar e 
estilizar os conteúdos separadamente. Cada div está utilizando o atributo “id” 
(W3SCHOOLS, 2014). Este atributo realiza a identificação e a unicidade de cada 
elemento do código [W3SCHOOLS 2014]. Por exemplo, a vaga nº 1 pode ser 
identificada pelo id “v1”, e o carro nº 3 pelo id “c3”. 
 É importante ressaltar a criação de duas divs: a que possui id “carros”, e que 
possui id ”vagas”. Na div id “carros” foram agrupados todos os carros existentes na 
interface. Da mesma forma, na div id “vagas”, todas as vagas existentes foram 
agrupadas. 
 Esta organização em conjunto permite a manipulação de todas as vagas ou de 
todos os carros de uma só vez. Para isso, é necessário utilizar como referência os ids 
definidos para o grupo, como por exemplo, id “vagas”. Também é possível trabalhar 
com uma única vaga ou um único carro, basta ter como referência os ids de cada 
elemento, como por exemplo, id “v1”, a qual faz menção apenas para a vaga nº 1.  
 O diferencial deste sistema foi forma do uso do JavaScript para controlar a 
interface. Os métodos draggable e droppable da biblioteca jQuery tornaram possíveis as 
interações de arrastar e soltar os carrinhos para preencher vagas, ou para efetuar 
pagamento. A Figura 2 exemplifica a ocupação de uma vaga realizada através dos 
métodos mencionados. 
  
Figura 2. Exemplo da ocupação de uma vaga 
O método draggable [JQUERYUI 2014] foi aplicado na imagem dos carrinhos. Com 
sua utilização foi possível mover estas imagens pela página. Para isto, basta o usuário 
clicar com o mouse em cima e arrastar o carrinho até o destino desejado. 
5.2. Repositório de Integração 
Para a conclusão da aplicação, várias versões foram realizadas, as quais serão abordadas 
na seção de Resultados (seção 6). A cada nova versão, esta era submetida ao repositório 
do website GitHub [GITHUB 2014], a qual foi chamada de “IntegraçãoContínua”. 
 A realização destas transferências foi mediante a instalação da ferramenta Git. 
Algumas configurações foram realizadas no prompt de comandos Git Bash. A definição 
de usuário e senha e a criação de uma chave para o acesso ao repositório 
“IntegraçãoContínua” podem ser citadas como exemplos. 
 Inicialmente foi necessário efetuar a cópia do repositório do ambiente web para 
a pasta destinada à integração do computador. Após o desenvolvedor realizar as 
modificações nestes arquivos, é necessário submeter essas alterações para o website. 
Para que isto ocorra, commits são realizados [GITREF 2014]. 
 Para verificar se o repositório no website recebeu as alterações, basta acessá-lo 
pela internet. O site do GitHub informa qual usuário realizou o ultimo commit, e a data 
em que ele ocorreu. 
5.3. Implementação dos Testes 
Neste trabalho foram implementados testes de aceitação (caixa preta) e testes unitários 
(caixa branca). O primeiro passo tomado para desenvolver os casos de testes foi 
conhecer as técnicas utilizadas pelo desenvolvimento e planejar as tarefas. 
 Na Figura 3 é possível verificar a interface da versão inicial do projeto elaborado. 
  
 
Figura 3. Página inicial do sistema, versão 1 
Com a ferramenta Selenium IDE foi possível gerar as ações dos casos de testes 
planejados. Existem duas maneiras de gerar scripts com casos de testes pela ferramenta. 
É possível gravar as ações que são executadas na interface da aplicação, ou o tester pode 
definir os comandos na ferramenta. A Figura 4 exemplifica a implementação destes scripts 
no Selenium IDE 
 
Figura 4. Implementação dos casos de testes com Selenium IDE 
O campo “Comando” serve para digitar a ação que será executada, como por exemplo, o 
“mouseUp”. O campo “Alvo” indica o elemento que deve ser afetado pelo comando, 
normalmente é definido pelo atributo “id”. Por fim, o campo “Valor” indica o novo valor 
que o alvo deverá assumir como resultado final [SELENIUM 2014]. 
 Também é possível escrever scripts para fazer os testes na ferramenta do Selenium 
IDE. Basta implementar os mesmos métodos que são acessados quando o usuário efetua a 
interação na página. O script pode ser interpretado clicando no botão “Play” da ferramenta. 
 É possível gerar um arquivo na própria ferramenta com linguagem Java tendo como 
base os scripts implementados. Para auxiliar na execução dos testes foi utilizado o Selenium 
Remote Control (RC). Ele é uma ferramenta que permite escrever testes automatizados de 
aplicações Web em qualquer linguagem de programação [SELENIUM 2014]. 
  Para automatizar o processo de execução dos testes, utilizou-se o arquivo build.xml. 
Este por sua vez é proveniente de uma ferramenta de build disponível em Java [CAELUM 
2014]. A ideia desse arquivo é gerar uma série de tarefas que são invocadas através de tags 
XML. Isto permite a execução de todas as classes de teste geradas. 
 Por fim, após ter construído o arquivo build.xml é necessário colocá-lo em 
execução. Desta forma, todas as classes de teste que foram inseridas neste arquivo serão 
iniciadas. Para isso deve-se abrir uma janela no prompt de comando, entrar no repositório 
em que se encontram as classes e o arquivo build.xml, e executar o comando “ant test”. 
 Na Figura 5 é ilustrado este comando realizado para rodar o Ant, ferramenta que 
executará a construção e dependências do arquivo build, e mostrará o feedback do JUnit em 
relação a cada teste iniciado. 
 
Figura 5. Rodando os testes implementados 
O feedback apresentado indicará quais testes foram executados, e a quantidade de falhas e 
erros. Para os testes que encontram erros, a ferramenta disponibiliza uma mensagem 
indicando mais detalhes da falha.  
 Para facilitar a visualização, foi executado apenas o teste “MoverCarroVaga” no 
arquivo build do exemplo. No entanto, como explicado anteriormente, pode-se executar 
todos os testes, seguindo a sequência definida do arquivo buid. Para cada um dos testes é 
informado o resumo da execução demonstrada na Figura 5. 
6. Resultados 
A seguir são apresentados os resultados obtidos após a execução dos testes de aceitação 
para cada um dos releases do sistema desenvolvido para este trabalho. Os testes 
considerados foram projetados e implementados por um integrante da equipe, 
simulando o trabalho de um tester em uma empresa. 
6.1. Testes – Primeiro Release 
 Os testes efetuados na primeira versão do controle de estacionamento foram: 
  Mover um carro para uma vaga: neste teste foi validada a ação de 
arrastar um carro para uma vaga. Este caso de teste verifica a situação 
mais simples que o usuário poderia fazer ao acessar a aplicação. Neste 
teste não foram encontradas falhas. 
  
  Mover dois carros para uma vaga: neste teste foi validada a regra de 
negócio da aplicação. A verificação se resume na possibilidade de uma 
vaga ser ocupada por mais de um carro ao mesmo tempo, que o sistema 
não deveria permitir. Para este teste foi identificado um erro, pois o 
sistema permitiu que dois carros pudessem ocupar uma mesma vaga. 
Uma possível solução seria a inserção de uma mensagem para o usuário 
informando quando a vaga já estivesse ocupada. 
  Mover todos os carros: outra verificação planejada foi a de mover 
todos os carros disponíveis nas vagas em aberto. Assim, podemos 
observar se o número de vagas é igual ou não ao número de carros 
disponíveis. Como resultado do teste,  a ferramenta Selenium IDE 
encontrou um erro, devido ao fato de que o número de carros foi 
diferente do número de vagas.  
  Colocar um carro e retirar da vaga: neste teste analisamos se o carro 
após for alocado em uma determinada vaga, poderia sair dela. Deve se 
observar que nesta versão a implementação da regra de pagamento 
ainda não havia sido desenvolvida. Neste teste foi encontrado um erro 
de script, quando ao tentar mover o carrinho para uma vaga e voltá-lo 
para o local o original, a aplicação travava. 
  Mover todos os carros em suas respectivas vagas e trocá-los de 
lugar: outro caso de teste desenvolvido foi a troca de vagas entre os 
carros. Para isso, um script implementa o movimento de todas as 
imagens dos carros em vagas disponíveis, e depois as troca de lugar. O 
sistema permitiu trocar os carros de vaga sem antes voltar para o seu 
posicionamento inicial. 
6.2. Testes – Segundo Release 
 Após enviar os testes para o repositório de Integração no website GitHub, foi 
necessário realizar o download da versão da aplicação corrigida. Em seguida, os 
mesmos testes de primeiro release foram rodados novamente para conferência das 
correções. 
 O teste de mover dois carros na mesma vaga que estava com erro na primeira 
versão, foi corrigido. 
 O teste de mover todos os carros, um em cada vaga, continua com erro. Além 
disso, a ferramenta Selenium encontrou outro erro, dois carros possuiam o mesmo 
número identificador 
 No teste de mover o carro para uma vaga e voltar para sua origem, não foi 
possível utilizar a ferramenta Selenium, pois ela retorna erro de script do navegador, da 
mesma forma que a primeira versão. 
 Com o teste de mover um carro em duas vagas respectivamente, foi encontrado 
um erro: quando o carro sai de uma vaga para outra, esta última diz estar ocupada, mas 
na verdade não está. 
 No último teste implementado na etapa anterior, mover todos os carros em vagas 
diferentes e posteriormente trocá-los, a execução no Segundo release, apresentou um 
 erro semelhante, o qual apontou a falta do id=carro3, apontando que as vagas já estavam 
ocupadas.  
6.3. Testes – Terceiro Release 
 Os erros reportados pelo ANT nos releases anteriores foram corrigidos. Nesta 
nova versão, as funcionalidade de login e de cadastro de usuário foram implementadas. 
Isso possibilitou a elaboração de novos testes, sendo eles: 
  Cadastrar Usuário e realizar login no sistema: Neste teste foi 
verificado o cadastro de um usuário na aplicação. Foi levada em 
consideração a situação ideal de utilização do sistema, ou seja, o usuário 
preencheria todos os campos do formulário de cadastro de forma correta 
e depois iria realizar o login no sistema com estes dados cadastrados. O 
login foi efetuado com sucesso. 
  Acesso ao site com nenhum usuário: neste teste validamos o acesso do 
login, sem o preenchimento de um usuário e senha, apenas clicando no 
botão “Entrar”. A página informa a mensagem “Login não efetuado”. 
Outra validação efetuada foi a tentativa de logar com um usuário não 
cadastrado no sistema. O resultado esperado foi uma mensagem 
alertando ao usuário que seu acesso não foi efetuado. 
  Cadastrar usuário sem nenhum campo informado no formulário: 
Neste teste validamos os campos de preenchimento do formulário de 
cadastro. Ao deixar os campos obrigatórios sem preenchimento, o 
resultado esperado foi mensagens alertando a obrigatoriedade de 
preencher os campos vazios. 
  Cadastrar usuário sem nome e senha com menos de 4 caracteres: 
Além do teste de campos obrigatórios citados anteriormente, verificou-se 
a validação dos campos “nome” e “senha”. O campo “nome” possui uma 
regra que não aceita valores nulos. O campo “senha” possui a regra de 
que o usuário necessita informar no mínimo 4 caracteres. O resultado 
apresentado foi a mensagem “A sua senha deve conter, no mínimo, 4 
caracteres.” pois o usuário não cadastrou uma senha com os requisitos 
mínimos exigidos. 
 Não foram encontrados erros nos testes realizados nos formulários de cadastro 
de usuário e login. 
6.4. Testes – Quarto Release 
Nesta etapa, foram implementados os testes da funcionalidade de pagamento. Os testes 
desenvolvidos foram: 
  Efetuar o pagamento após ocupar uma vaga: Neste teste, levamos em 
consideração o caminho correto da aplicação, ou seja, um carro ocupa 
uma vaga em aberto e depois é movido para a área de pagamento. O 
resultado esperado é o calculo do tempo e do valor a pagar pelo cliente. 
O teste obteve sucesso. 
  
  Ir para o pagamento direto sem o carro ocupar uma vaga: Neste 
teste validamos a regra de pagamento, movendo um carro direto para a 
área de pagamento sem ocupar nenhuma vaga. O resultado esperado pela 
aplicação era a impossibilidade do usuário completar esta ação. 
  Ocupar uma vaga e voltar para o início sem passar na 
funcionalidade pagamento: No script foi implementado a ação de 
arrastar um carro em uma vaga e tentar voltá-lo para sua posição inicial. 
O resultado esperado era uma mensagem alertando que o carro não 
efetuou o pagamento. O teste obteve falha, pois a mensagem não foi 
apresentada na tela. 
 Dos testes de pagamento, dois possuíram erros de alerta para indicar que a vaga 
foi ocupada com sucesso e que o pagamento foi efetuado com sucesso, na última versão 
de desenvolvimento estas mensagens não foram encontradas. 
 Os testes de aceitação implementados para esta aplicação Web mostram uma das 
principais vantagens do Desenvolvimento Orientado a Testes de Aceitação (ATDD), 
que é a identificação dos erros na aplicação e a correção dos mesmos. Isto faz com que 
fique mais fácil a manutenção da aplicação, reduzindo a probabilidade de introdução de 
erros nas próximas fases de desenvolvimento do projeto. 
 Além disso, os testes também possuem um papel importante no controle do 
código que foi desenvolvido. Isso pode ser notado caso um teste obtenha sucesso na sua 
primeira execução, e na sua posterior verificação, apresente falha. Uma das causas pode 
ser a alteração do código fonte por um dos membros de equipe de desenvolvimento sem 
repassá-la para os demais integrantes. 
7. Conclusão 
Neste trabalho abordamos testes automatizados juntamente com a prática ágil chamada 
Integração Contínua no desenvolvimento de uma aplicação web. A aplicação escolhida 
foi a de um controle de estacionamento, no qual o usuário pode mover os carros 
disponíveis na interface para uma vaga disponível no sistema, além disso, foram 
implementadas as funcionalidades de acesso ao sistema e de pagamento do 
estacionamento. Esta aplicação utilizou as linguagens PHP e JavaScript juntamente com 
CSS, HTML e banco de dados. 
 Na parte de testes foram utilizadas ferramentas como Selenium IDE para 
escrever os casos de testes, Ant para executá-los, um servidor do Selenium (Selenium 
RC) e um controlador de versão (Git) que fez a comunicação com o repositório que 
continha os scripts e códigos desenvolvidos. A cada etapa de desenvolvimento, eram 
gerados testes automatizados que auxiliavam na busca de erros na aplicação. Este 
processo visava garantir que o projeto avançasse sem erros para etapa seguinte. No final 
do desenvolvimento, obteve-se uma aplicação com uma menor probabilidade de 
ocorrência de erros e pronta para ser disponibilizada para o usuário final. 
 Ao aplicar a Integração Contínua pôde-se perceber sua eficiência no 
desenvolvimento de um sistema por equipes, principalmente pelo fato do feedback 
instantâneo que a prática apresenta para os membros da equipe. A cada modificação do 
desenvolvedor no repositório há um resultado de sucesso ou insucesso proveniente da 
ferramenta de integração. 
  Foi verificado também que é importante ter pelo menos um computador 
dedicado à Integração Contínua, e que execute uma cópia do ambiente de produção do 
sistema, pois quanto mais rápido o feedback pelas ferramentas de integração em um 
projeto, melhor. 
 Integração Contínua resume-se em obter um feedback rápido e assegurar que 
sempre exista um software pronto para ser colocado em produção (BECK e ANDRES, 
2004). 
 Com a realização deste trabalho foi possível a verificação prática da Integração 
Contínua juntamente com os testes automatizados, sendo estes alguns dos conceitos 
utilizados nas metodologias ágeis. Apesar de um desenvolvimento restrito e uma 
aplicação com escopo pequeno, os benefícios foram claramente notados. 
 A realização dos testes juntamente com o ambiente integrado proporciona ao 
sistema desenvolvido a rápida identificação de erros. Este fato contribui para que a 
equipe realize a correção imediata destes bugs, sempre com foco na melhoria das 
funcionalidades e na qualidade do software. 
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