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Abstract
Module for the data transformation from the computation into the
graphic layer
The aim of this thesis is to extend the current program for scientic
computation with a repository. The repository should enable the user to store
and visualize the whole computation process and to run the solution again,
starting from any iteration, possibly with dierent parameters. By design, we
strive the repository to exhaust only the minimum of the resources. Then,
we explore a couple of programs for the visualization of scientic data to nd
out the right le format to export a mesh to. The user should be able to
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1 Úvod
Dynamika tekutin je popsána rovnicemi, které nelze øe¹it pøesnì, pouze je
za pomoci numerické matematiky aproximovat. K tomu nám jsou k dispozici
standardní programy (napø. OpenFoam nebo FreeFem++, pou¾ívající metodu
nejmen¹ích prvkù), které nabízejí ¹irokou funkcionalitu pro slo¾ité výpoèty a
jsou urèeny na vìdecká pracovi¹tì. Program NTMSH, vyvinutý na Katedøe
informatiky UJEP v Ústí nad Labem, má pro potøeby univerzitního výzkumu
omezený rozsah jen na výpoèet rovnic dynamiky tekutin pomocí metody
koneèných objemù. Je urèený pro øe¹ení speciálnìj¹ích problémù.
Cílem na¹í práce bylo doplnit program o úlo¾i¹tì a modul pro vizualizaci
extrahovaných dat. Motivací k tomu byly pomìrnì dlouhé výpoèty, jejich¾
prùbìh nebyl nikde zaznamenán, a pøi pøeru¹ení musely tedy být poèítány
znovu od zaèátku.
V teoretické èásti ètenáøi nejprve pøedstavíme rovnice proudìní a metodu
koneèných objemù, pomocí které je øe¹íme. Poté, co vysvìtíme matematicko-
fyzikální podklad programu, seznámíme ètenáøe s jeho souèasným stavem.
Prozkoumáme dále programy, které umo¾ní vizualizovat výsledky, vypoètené
ze zmínìných rovnic, a zjistíme, s jakými formáty souborù operují.
V realizaèní èásti poté navrhneme úlo¾i¹tì, které bude umo¾òovat ukládat
a naèítat øe¹ení v konkrétní iteraci èi konkrétním èasu výpoètu. Pomocí
nìj bude navíc mo¾no vytváøet animace výpoètu èi libovolnì zmìnit jeho
parametry za bìhu. Popí¹eme vztah úlo¾i¹tì k vizualizaèní vrstvì a uvedeme
si pøíklady, jak lze data z úlo¾i¹tì podle libosti transformovat. Vybereme
nejvhodnìj¹í formát souboru pro vizualizaci dat a otestujeme, zda jsou splnìny
v¹echny stanovené pøípady u¾ití. Modul pou¾ijeme na reálných problémech.
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2 Teoretická èást
2.1 Teorie dynamiky tekutin
Tekutina je látka, její¾ èástice se navzájem snadno pøemis»ují. U kapaliny
jsou èástice stále je¹tì vázané podobnì, jako u pevných látek, mohou se v¹ak
ze své základní pozice vychýlit. U plynù ji¾ putují molekuly do prostoru a
je mezi nimi vìt¹í støední vzdálenost. Nejprve objasníme pojmy vazkost a
stlaèitelnost, se kterými budeme pracovat.
 Vazkost je vlastnost tekutiny, která zmen¹uje rozdíl mezi ní a okolím.
Pøedstavme si proudìní, slo¾ené z vrstev na základì jejich rychlosti
wx (viz obr. 1). Molekuly blí¾e k okraji (y ! 0) jsou pomalej¹í ne¾
dál od nìj. Rychlej¹í vrstva zpomaluje sousední pomalej¹í a zároveò je
urychlována vrstvou je¹tì rychlej¹í dál od okraje. Pùsobí smykové tøení
fi , které závisí na koecientech vazkosti tekutiny.
Obrázek 1: Pricip vazkých sil
 Stlaèitelnost je pak schopnost molekul tekutiny zmìnit svou polohu
a pøiblí¾it se k sobì. Nestlaèitelné tekutiny mají konstantní hustotu.
U stlaèitelných závisí na tlaku p. Pøi jeho zvý¹ení o dp se vytknutý
objem tekutiny VN zmen¹í o dV (viz obr. 2). Platí, ¾e plyny jsou
stlaèitelné, kapaliny velmi málo. Stlaèitelnost kapalin se projevuje a¾
pøi velkých rozdílech tlakù (viz [2, str. 5]).
Ideální kapalina je nevazká a nestlaèitelná, ideální plyn potom nevazký a
stlaèitelný. Tatá¾ tekutina se v¹ak pøi pomalých rychlostech mù¾e chovat jako
vazká a pøi vysokých jako nevazká [2, str. 35]. Poznamenejme, ¾e tekutina
v¾dy vykazuje jistou míru vazkosti. Pokud hovoøíme o nevazkém proudìní
tekutiny, je její koecient vazkosti tak malý, ¾e jej lze v rovnicích zanedbat.
Stlaèitelné proudìní tekutiny popisují Navier-Stokesovy rovnice (1), které
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Obrázek 2: Stlaèitelnost tekutin
pak pro nevazká proudìní zjednodu¹ují rovnice Eulerovy (2) zanedbáním
nìkterých jejich èlenù.
2.1.1 Navier-Stokesovy rovnice
Zavedeme stavový vektorw, který nám bude udávat hledané fyzikální velièiny:
hustotu , hybnosti ve smìrech os (v1; v2; v3) a celkovou energii E. Tyto
jeho slo¾ky se nazývají konzervativní promìnné :
w = (w1; w2; w3; w4; w5) = (; v1; v2; v3; E)
T
Navier-Stokesovy rovnice pro stlaèitelné proudìní lze nyní za pomoci
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kde symbol p udává tlak, fi 0 pøedstavuje tenzor napìtí a fi 0ij jeho slo¾ky, 
absolutní teplotu, k je konstanta tepelné vodivosti. Pro pozorovanou oblast
vyplnìnou tekutinou budeme pou¾ívat symbol 
, podrobnìji napø. v [1, str.
10].
2.1.2 Eulerovy rovnice
Pokud pøedpokládáme adiabatické proudìní, tj. zanedbáme pøenos tepla, a
navíc pùjde o proudìní nevazké, dostaneme nelineární systém Eulerových








= 0 v QT (2)
s poèáteèní podmínkou
w(x; 0) = w0(x); x 2 

a okrajovou podmínkou
B(w(x; t)) = 0 pro (x; t) 2 @
 (0; T );
kde @
 je hranice oblasti, QT = 
(0; T ) je èasoprostorový válec,w0 je daná
vektorová funkce a B je vhodný operátor, popisující okrajové podmínky.
2.1.3 Mìlká voda
Pro rovnice, popisující nestlaèitelné proudìní v mìlké vodì, zavádíme
w = (h; hv1; hv2)
T ;
kde h je vý¹ka hladiny. Pracuje se tedy ve dvou rozmìrech. Výsledné rovnice
jsou podobného typu, jako rovnice Eulerovy, ale li¹í se v parametru f s(w).









kde s(x;w) je zdrojový èlen.
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2.2 Metoda koneèných objemù
Nyní potøebujeme najít zpùsob, jak z daných rovnic vypoèítat vektor w
v daném místì a èase. My jsme k tomu z existujících postupù vybrali metodu
koneèných objemù. Spoèívá v tom, ¾e oblast 
 budeme modelovat jako sí»,
na jejich¾ dílech, budeme pøedpokládat po èástech konstantní øe¹ení. Tyto
díly budeme nazývat koneènými objemy.
2.2.1 Sí» koneèných objemù
Pod pojmem sí» budeme rozumìt polygonální diskretizaci stanovené oblasti
na jednotlivé díly. Tìm øíkáme koneèné objemy, znaèíme Di. Narazili jsme
tedy ji¾ na druhý termín, kde mù¾e být ètenáø zmaten názvoslovím. V na¹em
kontextu nebude sí» znamenat poèítaèovou sí», nýbr¾ geometrický objekt.
Objem nebude znamenat fyzikální velièinu, nýbr¾ jeden díl sítì. Sí» mù¾e
být jednorozmìrná (intervaly), dvojrozmìrná, nebo prostorová. V pøípadì
dvojrozmìrné mù¾e být napø. tvoøena trojúhelníky nebo ètyøúhelníky nebo
kombinací obou tìchto objektù.
Strukturovaná sí» je taková, kde se v ka¾dém jejím uzlu stýká stejný poèet
koneèných objemù. Typickým pøíkladem je obyèejná møí¾ka (viz obr. 3).
Obrázek 3: Strukturovaná sí»
V na¹em pøípadì sí» takto pravidelný tvar obecnì mít nemusí, pracujeme
na nestrukturované dvojrozmìrné síti, a musíme tak ukládat i pozice v¹ech
jejích uzlù (viz pøíklad na obr. 4).
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Obrázek 4: Nestrukturovaná sí» a její detail
2.2.2 Schéma výpoètu
Zaveïme dìlení èasu t1; t2; ::: a èasový krok fik = tk+1   tk. Potom bude
vektor wki pøibli¾né øe¹ení na koneèném objemu Di v èase tk. Stav v dal¹ím
èase tedy poèítáme na základì stavu v pøedcházejícím. Metoda se zastaví buï
po stanoveném èase, anebo pokud se øe¹ení ze souèasné a pøedchozí iterace
li¹í o dostateènì malou hodnotu, tedy pokud nastane tzv. stacionární stav.
Poèáteèní podmínku z rovnice 2 vypoèítáme pro ka¾dý koneèný objem






w0(x)dx; x 2 
 (4)










j ; nij)j ijj; Di 2 
h; tk 2 [0; T ); (5)
kde jDij je plocha koneèného objemu, S(i) je mno¾ina indexù sousedních
koneèných objemù k objemuDi, j ijj je délka spoleèné hranice dvou koneèných
objemù. H aproximuje tok fyzikálních velièin mezi Di a Dj. Konstrukce
numerického toku je matematicky slo¾itá a stojí mimo zámìr tohoto textu.
Zmiòme pouze, ¾e ná¹ program umo¾òuje pracovat s rùznými typy numerických
tokù, napø. Vijaysundaramovým èi se Stegerùv-Warmingovým a pro bli¾¹í
informace o nich odká¾eme ètenáøe na ([1, str. 41]).
Poèítaná data, tedy vektorw, pøíslu¹ejí koneènému objemu, tedy na plo¹e,
kterou vymezují uzly sítì. V pøípadì, ¾e bychom potøebovali hodnoty dat
pøímo na uzlech, museli bychom pou¾ít transformaèní metody.
2.2.3 Transformace a extrakce dat
V ka¾dém uzlu sítì se stýká nìkolik koneèných objemù, na kterých jsou data.
Transformaci dat na uzly provádíme dvìma zpùsoby:
12
1. Vá¾eným prùmìrem
Prùmìrujeme data v¹ech koneèných objemù, do kterých uzel patøí.









kde wk je rekonstruované øe¹ení na uzlu s indexem k a T (k) je mno¾ina
v¹ech koneèných objemù, do kterých uzel k pøíslu¹í (viz obr. 5).
Obrázek 5: Rekonstrukce øe¹ení
2. Metodou nejmen¹ích ètvercù
Pro ka¾dý uzel k o souøadnicích (xk; yk) chceme nalézt øe¹ení
wk = akxk + bkyk + ck:
Pro ka¾dý uzel vycházíme ze známých dat okolních koneèných objemù.
Vytvoøíme takovou sí» bodù v prostoru, jejich¾ první dvì souøadnice
budou tvoøit souøadnice støedù okolních koneèných objemù a poslední
tøetí souøadnici øe¹ení na tomto objemu. Takto utvoøené body obecnì
nemusejí le¾et v rovinì, a soustava potom nebude mít øe¹ení. Metoda
nejmen¹ích ètvercù aproximuje koecienty ak, bk a ck tak, aby udávaly
rovnici roviny, která by mìla ode v¹ech na¹ich bodù co mo¾ná nejmen¹í
kvadrát vzdálenosti. Na této rovinì potom nalezneme øe¹ení v aktuálním
uzlu. Podrobnìj¹í popis metody viz [3, str. 188].
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kde n je poèet koneèných objemù, do kterých aktuální uzel nále¾í. xj a
yj znaèejí pozici støedu pøíslu¹ného koneèného objemu Dj. Koecienty
ak, bk a ck jsou vektory, nebo» pro ka¾dou slo¾ku øe¹ení máme rùznou
hodnotu
P
wj. Sèítáme zde opìt hodnoty v¹ech sousedù.
Soustavu napí¹eme v maticovém tvaru:
Ax = b;
zkrácenì [Ajb], kde A bude matice soustavy, x vektor øe¹ení a b vektor





































Pokud je soustava [Ajb] regulární, existuje právì jedno øe¹ení x. Vypoèteme





kde Ai je matice A, její¾ i-tý sloupec je nahrazen vektorem pravých
stran b. Pøípad, kdy je matice singulární, a tedy detA = 0, je o¹etøen
v programu. Podrobnìji viz [3, str. 121].
Transformaci dat z koneèných objemù na uzly budeme nazývat lineární
rekonstrukcí øe¹ení w. Na trojúhelníkové síti toti¾ lze tøi sousední øe¹ení
na uzlech prolo¾it rovinou. Ve ètyøúhelníkové síti tomu tak obecnì není, ètyøi
body v prostoru nemusejí le¾et v jedné rovinì. Termín lineární rekonstrukce
budeme v dal¹ím textu u¾ívat i pøesto. Jeliko¾ øe¹ením je vektor hodnot,
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mù¾eme jej rekonstruovat celý nebo jen jeho konkrétní slo¾ku. Pøi vizualizaci
pak jednu jeho slo¾ku volíme jako tøetí souøadnici a dostaneme nad na¹í
dvojrozmìrnou sítí trojrozmìrný model øe¹ení (viz obrázek 6).
Obrázek 6: Sí» po lineární rekonstrukci øe¹ení
Poté, co máme model lineárnì rekonstruován, mù¾eme urèit øez, podél
kterého data ze sítì extrahovat. Data na jeho prùseèících s hranami sítì
se pak vypoèítají z dat na krajních bodech hrany podle stejného pomìru,
v jakém øez hranu dìlí (analyticky viz obrázek 7 a rovnice 9).
Obrázek 7: Øez po lineární rekonstrukci
15
 2< 0; 1 >
f(0) = wk
f(1) = wj
f() = wk(1  ) + wj; (9)
kde wk, resp. wj je jedna slo¾ka øe¹ení na uzlu k, resp. j. Lineární rekonstrukce
v¹ak není jedinou mo¾ností, jak transformovat data. Mù¾eme jen pou¾ít
urèitou funkci, kterou budeme uplatòovat na v¹echny koneèné objemy sítì.
Vektor øe¹ení w pøitom bude jejím parametrem. Mù¾eme také chtít pou¾ít
celý vektor funkcí, jednu funkci pro jednu jeho slo¾ku. Extrakcí dat ze sítì
koneèných objemù rozumíme buï lineární rekonstrukci nebo transformovaná
data. V tabulce 1 uvádíme pøehled, jakou podobu bude mít transformovaný
vektor øe¹ení w.
pomocí funkce pomocí vektoru funkcí
na koneèné objemy skalár vektor
na uzly skalár vektor
Tabulka 1: Transformace dat
2.3 Formáty pro vizualizaci
2.3.1 VTK
VTK (Visualisation Toolkit) od rmy Kitware je systém pro vizualizaci
vìdeckých výpoètù. Gracké u¾ivatelské rozhraní neobsahuje. Je knihovnou
o stovkách tøíd, nad kterými u¾ivatel pí¹e aplikace v programovacím jazyce
C++. Dostupné jsou i wrappery pro dal¹í jazyky. VTK denuje rùzné formáty
datových sad, a to: strukturované body, strukturovanou a nestrukturovanou
møí¾ku a polygonální data. Právì u tìch budeme zkoumat, jak se ukládají
do souborù (podrobnìji viz [11, str. 12]):
 Textová verze - zastaralá, neumo¾òuje náhodný, paralelní pøístup a
obsahuje pouze omezenou podporu komprese dat (pøíklad viz pøíloha
C.3.1).
Sí» o 20 000 uzlech bude v textovém formátu zabírat pøibli¾nì 3,5 MB
(viz tabulka 3).
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 XML verze je v souèasné dobì standardem (pøíklad viz pøíloha C.3.2).
Formát byl navrhnut, aby bylo mo¾né pracovat s daty také paralelnì,
naèítat a ukládat je v aplikacích, které pracují i ve více procesech. Tuto
mo¾nost v¹ak v na¹em programu nevyu¾íváme.
Tatá¾ sí», jako v pøedchozím pøípadì, bude v tomto XML formátu
zabírat pøibli¾nì 8 MB (viz tabulka 3) a analogicky tomu se bude
ve vizualizaèních systémech i pomìrnì dlouho naèítat.
Tento formát umo¾òuje ulo¾it do souboru celý vektor øe¹ení, av¹ak pouze
v jednom konkrétním èase. Pokud tedy budeme chtít vytváøet animace a
zobrazit prùbìh výpoètu, musíme ukládat stavy sítì z jednotlivých iterací
do samostatných VTK souborù. Takovou animaci nyní ji¾ zmínìné programy
umo¾òují zobrazit. Úvod do VTK najde ètenáø také v èe¹tinì v [20, str. 25].
2.3.2 Dal¹í formáty
Z tabulky 2 je zøejmé, ¾e nejlep¹í podporu software má formát VTK, který
je standardem. Proto jsme se rozhodli vyu¾ít jej i v na¹em programu a dal¹í
formáty pouze zmíníme. V tabulce 3 potom porovnáváme jejich velikosti.
Nejúspornìj¹í je formát Exodus.
- VTK Exodus VRML PLOT3D XDMF
Mayavi2 + 1/21 + - -
ParaView + + + - +
VisIt + + - - +
gnuplot - - - - -
MVE-2 - - 1/22 - -
Tabulka 2: Formáty souborù - podpora ve vizualizaèním software
Exodus Binární formát, který podporuje ukládání nìkolika sítí v jednom
souboru (blí¾e viz [12, str. 263]).
VRML XML soubor pro zobrazení 3D dat. Uvedené programy jej naèítají
pøes knihovnu VTK, kvùli omezení implementace v¹ak není povoleno
texturování (zdroj: [15]).
PLOT3D Formát je rozdìlen na dva soubory. Topologie sítì má pøíponu
.xyz a data nad ní pøíponu .q. Formát se nám nepodaøilo v ¾ádném
programu naèíst (viz 3.7). Exportovat jej dokázal jen ParaView.
1Mayavi2 nepodporuje u formátu Exodus èasové série. Naète jen první snímek.
2MVE-2 nenaète ze souboru VRML data.
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XDMF Takté¾ formát, rozdìlený do dvou souborù. Metadata jsou ulo¾ena
v XML formátu s pøíponou .xmf. Ten odkazuje na denované pozice
do binárního souboru HDF5, ve kterém je ulo¾ena topologie i data.
Programy v¹ak u tohoto formátu nepodporují animace ani pomocí sérií
souborù.
formát èíslo iterace velikost [B]
Exodus 1 + 2 + 3 6 033 804
VTK - ASCII 1 3 403 109
VTK - ASCII 2 3 403 109
VTK - ASCII 3 3 403 109
VTK - XML 1 5 748 056
VTK - XML 2 8 321 749
VTK - XML 3 8 651 480
XMDF - data 2 3 258 532
Tabulka 3: Formáty souborù - porovnání velikostí
2.3.3 Pou¾itý formát
V na¹em programu pou¾íváme formát VTK, nebo» umo¾òuje ulo¾it nad sítí
i více slo¾ek dat a jeliko¾ pøedstavuje standard. S jeho podrobným popisem
se lze setkat i v dokumentaci programù, které jsme prozkoumali. Pou¾ijeme
jeho aktuální XML verzi s textovými hodnotami dat, nebo» jejich export
mù¾e být proveden pøímým kopírováním z pamìti. Pro dal¹í vývoj programu
navrhujeme pøevést tyto hodnoty do binární èi komprimované podoby (viz
3.8).
2.4 Programy pro vizualizaci
Z programù, které se pou¾ívají pro vizualizaci vìdeckých dat, jsme vybrali
opensource programy Mayavi2, VisIt, ParaView, Gnuplot a lokální MVE-23.
Pro rùzné zpùsoby vizualizace obsahují sadu modulù a ltrù, kterými je
mo¾né data je¹tì pøed zobrazením pøetransformovat. Pro ka¾dý z programù
uvedeme seznam naèítaných a ukládaných formátù, av¹ak omezíme se pøitom
na formáty obecnì známé a na ty, které jsme popsali v kapitole 2.3. Pro dal¹í
formáty odká¾eme na pøíslu¹nou dokumentaci. Zmiòme je¹tì alespoò, ¾e
programy jsou modulární a pro jakýkoliv dal¹í formát si do nich lze pomìrnì
snadno pøipsat vlastní plugin. Spu¹tìní programù trvá 20-30 s, co¾ je vzhledem
k jejich slo¾itosti nasnadì.
3V¹echny projekty jsou aktivní a jejich vývoj ke kvìtnu 2013 pokraèuje.
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2.4.1 Mayavi2
Program Mayavi2 je pevnou souèástí distribuce jazyka Python Enthought
EPD. Ta je komerèní, akademickou licenci v¹ak nabízí zdarma. Program
vyu¾ívá API dal¹ích technologií v této distribuci, proto není ¹íøen samostatnì,
jako jeho pøedchùdce Mayavi1. Program je sám napsán v jazyce Python
a pro vizualizaci vyu¾ívá knihovnu VTK (viz 2.3.1). Kromì GUI aplikace
pøichází i s vlastním skriptovacím jazykem a interpretrem, podobným jako
v programu Gnuplot (viz 2.4.4). Jako standardy naèítání dat jsou na titulní
stránce dokumentace ([14]) uvedeny VTK soubory a poté datové sady, pøímo
generované dal¹ími pluginy Pythonu TVTK (Wrapper pro VTK na bázi
roz¹íøení Pythonu s názvem Traits), mlab a NumPy. Tuto druhou mo¾nost
jsme neprozkoumali (viz 3.7). Na obr. 8 pøedstavujeme GUI programu. Dal¹í
formáty dat jsou zmínìny v [15].
Naèítání: VTK rodina (.vtk, .xml, .vtp, . . .), obrázky (.png, .jpg, .bpm,
.ti), Plot3D (.xyz, .q), VRML2 (.wrl), Waveform OBJ (.obj), Exodus
(.exii), 3D Studio (.3ds), DICOM (.dcm)





VisIt byl pùvodnì vyvinut pro zobrazení velkých geodetických dat. S èasem
nabyl funkcionality i mimo tento obor do oblasti bì¾ných simulací a autoøi
jej uvolnili pro veøejnost. Program je multiplatformní opensource pod BSD
licencí. Jeho architektura je distribuovaná, a umo¾òuje tak paralelní výpoèty
a zobrazení dat v místì, kde byla generována, bez potøeby jejich pøená¹ení.
Kromì GUI mù¾e být program ovládán z programovacích jazykù C++, Java
a Python. Je snadno roz¹iøitelný prostøednictvím pluginù.
Pro naèítání souborù opìt preferuje VTK soubory. Pøichází také s vlastním
formátem SILO a knihovnou v jazycích C a Fortran, která do nìj pøevádí
(viz [10, str. 13]). Program nepodporuje formát VRML. Kompletní seznam
podporovaných formátù nalezne ètenáø v [9, str. 24]. Na obr. 9 pøedstavujeme
GUI programu, rozdìlené do více oken.
Naèítání: VTK rodina (.vtk, .xml, .vtp, . . .), SILO (.silo), obrázky (.png,
.jpg, .bpm, .ti), Exodus (.e, .exii, . . .), Plot3D (.xyz, .q), TecPlot (.tec),
Waveform OBJ (.obj), XDMF (.xmf), XMDV (.ocx)
Ukládání: obrázky (.png, .jpg, .bpm, .ti), VTK rodina (.vtk, .xml, .vtp,




ParaView vyrobila rma Kitware, od ní¾ pochází také formát VTK. Ten je
zde proto standardem. Program je multiplatformní opensource a je pøipraven
na velká data pro superpoèítaèe èi distribuované systémy. Program umo¾òuje
skriptování prostøednictvím jazyka Python. Umo¾òuje exportovat formát
VRML ([12, str. 118]) a také formát Exodus (viz 2.3.2), èím¾ se li¹í od vý¹e
uvedených programù. Detailní seznam podporovaných formátù je uveden
v [12, str. 260].
Na obr. 10 pøedstavujeme GUI programu, které je narozdíl od VisIt
jsou v¹echny moduly programu v jediném oknì. Dal¹í pluginy lze napsat
jako tøídy jazyka C++. Na Katedøe informatiky a výpoèetní techniky ZÈU
bylo vyvinuto roz¹íøení tohoto programu o stereoskopický renderer, který
zpøístupòuje v programu práci na dvou monitorech, umo¾òuje pro scénu
nastavit vzálenost od oka a rozdìlí ji na stereostìnì na levý a pravý kanál
([13, str. 5]).
Naèítání: VTK rodina (.vtk, .xml, .vtp, . . .), obrázky (.png, .jpg, .bpm,
.ti), Exodus (.e, .exii, . . .), Plot3D (.xyz, .q) VRML2 (.wrl), Waveform
OBJ (.obj), XDMF (.xmf)
Ukládání: VTK rodina (.vtk, .xml, .vtp, . . .), obrázky (.png, .jpg, .bpm,





Gnuplot je multiplatformní, vyvíjený komunitou. Není v¹ak opensource, ale
pøichází s vlastní licencí, která zaruèuje její bezplatnost. Narozdíl oproti vý¹e
uvedeným programùm se ovládá z pøíkazové øádky a pøichází s vlastním
skriptovacím jazykem (pøíklad viz kód 1 a obr. 11, popis viz [16]). Data naèítá
z prostých textových souborù, kde jsou uspoøádána do sloupcù, oddìlených
tabulátorem. V na¹em programu generujeme takové soubory z vypoètené
sítì nebo po provedení øezu (viz 2.5.6). Jejich nevýhodou je, ¾e si u¾ivatel
musí pamatovat, co který sloupec pøedstavuje. V programu Gnuplot pak data
vykreslí pøíkaz
plot 'C:ntmpnleftright height flat.txt' using 1:5
Tím po¾adujeme vykreslit dvojrozmìrný graf s x-ovou souøadnicí z prvního
sloupce a y-ovou z pátého. Tento datový soubor a vygenerovaný obrázek 20
nalezne ètenáø v pøíloze C.4.
Naèítání: pouze vlastní datový formát
Ukládání: obrázky (.png, .jpg, .bpm, .ti), PDF (.pdf), PostScript (.ps,
.eps), SVG (.svg)
Kód 1: Pøíklad skriptu
1 set terminal postscript
2 set output " s inusovka . ps"
3 set grid
4 set nokey
5 set title "Sinusovka"
6
7 plot [  3 . 1 4 : 3 . 1 4 ] sin (x ) , sin (x ) with impulses
Obrázek 11: Funkce sinus, generovaná skriptem pro program Gnuplot
22
2.4.5 MVE-2
MVE-2 je modulární prostøedí pro operace s grackými daty, vyvíjený pøímo
na na¹í Katedøe informatiky Fakulty aplikovaných vìd ZÈU. Primárním
pøípadem u¾ití programu je vizualizace dat, které program pøímo vygeneruje.
Ten je nicménì relevantní i pro tuto práci, nebo» jeden jeho modul umo¾òuje
naèítání trojúhelníkové sítì, ulo¾ené do formátu VRML. Aè tento formát
umo¾òuje ukládání dat na síti, modul programu MVE-2 je nenaèítá a lze
tak pracovat jen se sítí samotnou. Nám se v¹ak nepodaøilo ani to a program
skonèil pøi pokusu o vykreslení chybou (viz 3.7). U¾ivatel vytváøí algoritmus v
podobì grafu. Sí» mù¾e prostøednictvím dal¹ích modulù transformovat nebo
napø. pøidávat svìtla.
Prostøedí je díky modularitì snadno roz¹iøitelné (viz [19, str. 42]). Ji¾
jsou napsány moduly pro vizualizaci nestrukturované sítì pomocí rùzných
technologií - napø. softwarový SceneRenderer (viz [20, str. 37]) nebo renderer
pro DirectX 10, akcelerovaný na GPU. Na obr. 12 pøedstavujeme GUI a graf




Souèástí GUI uvedených programù jsou ovládací tlaèítka pro pohyb v èase.
Gnuplot, který GUI nemá, pouze pøehraje pøedem naskriptované animace,
obdobnì jako programMVE-2. V ostatních programech mù¾eme jednotlivými
snímky animace procházet. Ka¾dý takový snímek bude samostatnýmmodelem.
Jeden VTK soubor mù¾e obsahovat jen jeden takový model v jednom èase, a
èasová série se tedy naèítá pomocí série VTK souborù. Ty jsou rozpoznány pøi
vhodném pojmenování souborù (fooN.vtk, pøípadnì foo-N.vtk èi foo N.vtk,
kde foo je libovolný název a N je celé èíslo). Program VisIt navíc vy¾aduje
ve stejném adresáøi speciální soubor se seznamem souborù v èasové sérii a
direktivou !NBLOCKS, která udává poèet souborù, sdru¾ených do jednoho
èasového kroku. Tento soubor má pøíponu .visit a jeho formát uvádíme
v kódu 2 (viz [9, str. 31]).
Kód 2: Schéma souboru .visit




5 . . .
Animaci z èasových sérií lze pøehrát v programech VisIt a ParaView.
Program Mayavi2 má v tomto smìru omezenou funkcionalitu a ze série v nìm
lze zobrazit poka¾dé jen jednu konkrétní sí» po posunu jezdcem. Omezením
pøehrávání takových animací je, ¾e program musí znovu generovat celý model
poka¾dé, co zmìníme snímek. To trvá pøibli¾nì 3 s a pøi pøehrávání tak
nastávají dlouhé pauzy, kdy je CPU plnì vytí¾eno výpoètem.
Program VisIt umo¾òuje vygenerovat video do formátu MPEG (viz CD).
Program ParaView potom do kontejnerù AVI èi OGG Theora. Oba programy
také podporují export obrázkových sérií.
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2.5 Pùvodní stav programu
K výpoètu Eulerových rovnic (2) byl vytvoøen samostatný program NTMSH
s konzolovým rozhraním, který pou¾ívá metodu koneèných objemù na síti
o dvou rozmìrech. Kromì výpoètu samého je jeho cílem poskytnout u¾ivateli
mo¾nost s výslednými daty pracovat, transformovat je, extrahovat je ze sítì
podél urèeného øezu nebo je exportovat do souboru, prostøednictvím kterého
je bude mo¾no ve vhodném software vizualizovat. Program byl napsán v jazyce
C# a pro jeho kompilaci bylo pou¾ito prostøedí Mono (viz [17]). Objektová
struktura programu se nachází v pøíloze B.1. Pro v¹echny jeho funkènosti
byly napsány testy.
2.5.1 Naèítání sítì
Sí» naèítáme do objektu FVMMesh (Finite Volume Method Mesh) ze souborù
prostøednictvím tøíd, implementujících rozhraní IMeshLoader (viz pøíloha
B.1). Oba dosud implementované loadery naèítají soubory s tou¾ pøíponou
MSH. Formát tìchto souborù je v¹ak dvojí:
 FFMshLoader naèítá sí», kterou vygeneroval program FreeFem++ a
která je v¾dy trojúhelníková. Pøíklad nalezne ètenáø v pøíloze C.1.
Pro podrobné schéma souboru odká¾eme na [4, str. 94].
 GMshLoader naèítá formát softwaruGMsh. Poèítá kromì trojúhelníkové
také s ètyøúhelníkovou sítí, nebo sítí, kde se oba geomerické útvary
kombinují. Program navíc vygeneruje v¾dy 3D sí», pøi naèítání proto
v na¹em pøípadì nebudeme brát zøetel na tøetí souøadnici. Pøíklad
souboru je v pøíloze C.2. Podrobnìji v [5, kap. 9.1].
Tímto postupem tedy naèteme do objektu FVMMesh topologii sítì, budou
v nìm v¹ak chybìt data. Nainicializovat je pøed samotným výpoètem musí
je¹tì u¾ivatel sám.
2.5.2 Inicializace dat
Objekt FVMMesh se skládá z koneèných objemù, které reprezentují objekty
Volume. Øe¹ení wi ukládáme v tomto objektu do veøejného pole public -
double W [][] , kde první slo¾kou je èasový okam¾ik a druhou komponenta
vektoru. SolutionInitializer nastavuje objektùm Volume poèáteèní øe¹ení w0i
(viz rovnice 4) do jednotlivých slo¾ek pole W[0][]. K výpoètu integrálu samého
pou¾íváme Gaussovu kvadraturu, podrobnìji viz [7, str. 152pp].
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2.5.3 Kongurace výpoètu
Po inicializaci dat lze tedy pøejít k výpoètu. Jeho parametry nastaví u¾ivatel
v konguraèním XML souboru (podrobnìji viz pøíloha D):
 Pou¾itý numerický tok, napø. Vijaysundaramùv, Stegerùv-Warmingùv
(viz 2.2.2).
 Maximální hodnota èasového kroku, jak dlouho trvá jedna iterace v metodì
koneèných objemù.
 CFL2 (0; 1) je èíslo, omezující èasový krok z dùvodu numerické stability
výpoètu (blí¾e viz [8]).
 Zastavovací podmínka, tj. buï maximální iterace, maximální èas nebo
rozdíl normy øe¹ení posledních dvou iterací.
 Pojmenování slo¾ek øe¹ení pro popis os na výsledném grafu.
Pøíklad kongurace uvádíme v pøíloze D.
2.5.4 Pou¾ití
Pou¾ití programu si pøedstavíme na jednom hotovém testu4. Nejprve naèteme
sí» koneèných objemù ze souboru na adrese path :
Kód 3: Pou¾ití programu z pohledu u¾ivatele
1 FFMshLoader loader = new FFMshLoader ( File . OpenText ( path ) ) -
;
2 Mesh2D . FVMMesh mesh = new Mesh2D . FVMMesh ( loader ) ;
Potom u ní nastavíme okrajové podmínky (viz rovnice 2). K vytvoøení hranice
pou¾íváme konstruktor
BoundaryfBoundaryDelegate fce, BoundaryType type, double[] boundary_data -
, int id, double tmin, double tmax),
kde fce je delegát funkce pro popis jednoho okraje, který vychází z parametru
matematické funkce t. Jeho minimální a maximální hodnotu pak oznaèují
parametry tmin a tmax. V na¹em pøípadì probíhá parametr t od -1 do 1
ve v¹ech slo¾kách a celkovou hranicí je tak ètverec. Po implementaci pohyblivé
sítì bude slou¾it k tomu, aby se zabránilo v posunu uzlù mimo ohranièenou
oblast.
4Test i v¹echny kódy v této kapitole jsou z modulu SweHuygens.cs
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3 const double hin=5;
4 const double hout=1;
5 . . .
6 double [ ] wall=new double [ ] fhout , 0 , 0 g ;
7 mesh . AddBoundary (new Boundary ( ( double t )=>new Vector2D (1 , -
t ) , BoundaryType . Fixed , wall ,1 , 1 ,1) ) ;
8 mesh . AddBoundary (new Boundary ( ( double t )=>new Vector2D (t -
, 1 ) , BoundaryType . Fixed , wall ,2 , 1 ,1) ) ;
9 . . .
U v¹ech koneèných objemù sítì inicializujeme poèáteèní stav, tedy vektor
w0. V tomto pøípadì jde o problém mìlké vody (viz 2.1.3), proto bude mít
tento vektor za slo¾ky vý¹ku hladiny a momenty proudìní ve smìrech os.
Nyní nastavíme poèáteèní podmínky. Potøebujeme k tomu funkce, pøes které
budeme integrovat. Pro pøíklad si uvedeme:
Kód 4: Funkce pro inicializaci vý¹ky hladiny, jedné slo¾ky øe¹ení
s t a t i c double InitHeight ( double x , double y )
f
i f ( Math . Sqrt (x*x+y*y )<=2)
return hin ;
e l s e
re turn hout ;
g
Takové funkce pøidáme do spoleèného objektu InitialCondition a inicializujeme
pomocí nìj poèáteèní podmínky:
8 InitialCondition ic=new InitialCondition ( configuration ) ;
9 ic . AddInitialCondition (0 , InitHeight ) ;
10 ic . AddInitialCondition (1 , InitXMomentum ) ;
11 ic . AddInitialCondition (2 , InitYMomentum ) ;
12 SolutionInitializer . Initialize (mesh , ic , configuration ) ;
Metoda AddInitialCondition má dva parametry. Prvním je poøadové èíslo
funkce a druhým funkce sama. Ka¾dou z nich pak SolutionInitializer v metodì
Initialize integruje pøes ka¾dý koneèný objem zvlá¹» a výsledek mu nastavuje
jako poèáteèní podmínku (viz 2.5.2).
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Nyní ji¾ mù¾eme inicializovat samotný výpoèet (objekt EFVMSolver),
nastavit mu obsluhy událostí a spustit jej:
15 EFVMSolver solver= new EFVMSolverSweLCB (mesh , -
configuration ) ;
16 solver . AfterComputationalStep+=AfterComputationalStep ;
17 solver . OnEnd+=OnEndComputation ;
18 solver . Solve ( ) ;
Pro ilustraci uvedeme i jednu obsluhu události, kterou denujeme ve stejném
modulu. Pùjde o událostAfterComputationalStep, která se vyvolá po skonèení
jednoho kroku výpoètu, tedy poté, co budou ve v¹ech koneèných objemech
sítì pøepoètena øe¹ení. Obsluhy mají za parametr objekt tøídy EFVMContext,
která pøedev¹ím obaluje objekty EFVMSolver a FVMMesh spolu s aktuálním
èíslem iterace a èasem ve výpoètu, kdy byla událost vyvolána. Tento objekt je
vytváøen objektem EFVMSolver poka¾dé znova, kdy¾ je vyvolána událost, a
je pøitom inicializován aktuálními hodnotami. U¾ivatel pak pøes tento objekt
získá pøístup k aktuálnímu stavu výpoètu a k síti.
Kód 5: Obsluha události AfterComputationalStep
1 s t a t i c void AfterComputationalStep ( EFVMSolverContext  -
context )
2 f
3 Console . WriteLine ( " I t e r a t i o n f1g ac tua l time f0 :G4g  -
with t imestep =f2g. " , context . PhysicalTime ,  -
context . Iteration , context . TimeStep ) ;
4 g
Po výpoètu budeme na ka¾dém koneèném objemu Di znát celý vektor øe¹ení
wi. Ten bude ulo¾en v objektové hierarchii objektu FVMMesh. Nyní rozebereme
podobnìji jednotlivé dùle¾ité èásti programu.
2.5.5 Detailní rozbor prùbìhu výpoètu
Výpoèet probíhá v objektu EFVMSolver, jeho¾ souèástí je objekt EFVMFlux
pro výpoèet numerického toku H z rovnice 2.
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1. Iteraèní smyèka
Nyní podrobnìji probereme iteraèní smyèku v metodì Solve(). Mù¾e
trvat velmi dlouho, ne¾ se zastaví, nezøídka celé dny. Aktuální stav
proto mù¾e u¾ivatel sledovat pomocí událostí, které jsou ve smyèce
vyvolávány. Jejich parametrem je pøitom poka¾dé objekt EFVMContext.
U¾ivatel naprogramuje obsluhu události a pøes tento objekt pøistupuje
k aktuálnímu stavu výpoètu. První událostí je OnStart, která se vyvolá
hned po inicializaci promìnných:
Kód 6: Metoda Solve()
1 double timestep=0; i n t iteration = 0 ; double time =  -
0 ;
2 OnStart (new EFVMSolverContext ( th i s , time , timestep , -
iteration ) ) ;
Poté metoda iteruje ve smyèce dokud nenastane zastavovací podmínka,
denovaná v konguraèním souboru. Jako první se urèí èasový krok fi .
Hodnotu fi (viz rovnice 5) poèítá objekt EFVMFlux a ovlivòuje jej CFL
podmínka (viz popis kongurace, kapitola 2.5.3).
3 whi l e (time<_config . StopTime && iteration<_config . -
MaxIteration && _running )
4 f
5 timestep=Math . Min ( _flux . Tau , _config . TimeStep ) ;
Poté se pøistoupí k samotnému výpoètu v metodì Step(double timestep).
Pøed ní i po ní se vyvolají pøíslu¹né události. Navíc se vypoèítá aktuální
norma pro zastavovací podmínku stacionárního øe¹ení.
6 BeforeComputionalStep (new EFVMSolverContext ( th i s , -
time , timestep , iteration ) ) ;
7 Step ( timestep ) ;
8 actualsteadystatenorm = . . .
9 AfterComputationalStep (new EFVMSolverContext ( th i s , -
time , timestep , iteration , actualsteadystatenorm ) ) -
;
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Pokud zastavovací podmínka nenastala, staré øe¹ení pøepí¹e novým
a pokraèuje se dal¹ím iteraèním krokem. Pokud ano, vypoèítali jsme
pro ka¾dý koneèný objem Di výsledné øe¹ení wi. Na konci se jen vyvolá
událost OnEnd.
10 i f ( actualsteadystatenorm <_config . SteadyStateNorm )
11 break ;
12 fo r each ( Volume voli in _mesh . Volumes ) f
13 f o r ( i n t i = 0 ; i < _dimension ; i++) f
14 voli . W [ 0 ] [ i ] = voli . W [ 1 ] [ i ] ;
15 g
16 g
17 time=time+timestep ; iteration++;
18 g
19 OnEnd (new EFVMSolverContext ( th i s , time , timestep , iteration -
) ) ;
2. Krok výpoètu
V metodì Step(double timestep) vypoèteme aktuální øe¹ení, vektorwk+1i
na v¹ech koneèných objemech sítì. Iterujeme tedy pøes nì a ka¾dému
koneènému objemu poèítáme souèet tokù
P
Hj ijj od jeho sousedù
(viz rovnice 5). Nejprve inicializujeme globální pole sum H[]:
Kód 7: Metoda Step(double timestep)
1 double [ ] results ; double lambda ;
2 f o r each ( Volume voli in _mesh . Volumes )
3 f
4 f o r ( i n t dim=0;dim<_dimension ; dim++)
5 f
6 _sum_H [ dim ]=0;
7 g
Jeho jednotlivé slo¾ky budou pøedstavovat tok pøíslu¹né fyzikální velièiny
aktuálním koneèným objemem Di. Vypoèítáme jej jako souèet tokù od
v¹ech jeho sousedù.
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8 f o r ( i n t j=0;j<voli . Neighbours . Length ; j++)
9 f
10 results=_flux . H (voli , j ) ;
Vektor results pøedstavuje tok velièin z koneèného objemu Dj do aktuálního
Di. Pro ka¾dou komponentu jej pak pøenásobíme délkou hranice j ijj (viz
rovnice 5) a výsledek pøièteme k souètové promìnné.
11 f o r ( i n t dim=0;dim<_dimension ; dim++)
12 f
13 _sum_H [ dim ]+=(results [ dim ]* voli . Edges [ j ] . Length ) ;
14 g
15 g
V tento moment máme vypoèítán souèet tokù od v¹ech sousedù aktuálního
koneèného objemu. Tento celkový tok je nyní nutno násobit èlenem fi
jDij
(viz rovnice 5). Novou hodnotu øe¹ení wk+1i ukládáme do pole W[1]
aktuálního koneèného objemu.
16 lambda=timestep/voli . Area ;
17 f o r ( i n t dim=0;dim<_dimension ; dim++)
18 f
19 voli . W [ 1 ] [ dim ]=voli . W [ 0 ] [ dim ] lambda*_sum_H [ dim ] ; -
g
20 g
Poznamenejme je¹tì na tomto místì znovu, ¾e takto vypoèítané nové
øe¹ení voli.W[1] bude pøekopírováno do starého voli.W[0]. Dìje se tak v metodì
Solve() (viz kód 6, øádek 14).
2.5.6 Transformace a extrakce dat
Na síti FVMMesh s vypoètenými daty mù¾eme provádìt pomocí tøídyDataSlicer
lineární øezy podél specikované úseèky (viz obrázek 7 na str. 15).
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Kód 8: Pøíklad extrakce dat podél daného øezu
1 Vector2D start=new Vector2D ( 5 ,0) ;
2 Vector2D end=new Vector2D ( 5 , 0 ) ;
3 GPlotDataSlicer gds= new GPlotDataSlicer (mesh , -
configuration , start , end ) ;
Pøed øezem ov¹em musíme transformovat data z koneèných objemù na uzly.
Pou¾ijeme k tomu metodu nejmen¹ích ètvercù (viz kapitola 2.2.3), objekt
tøídy LSSolutionTransformation (Least Square). Ten obsahuje metodu
ComponentLReconstruction, pomocí ní¾ provedeme lineární rekonstrukci
(v uvedeném pøíkladì parametr 0 znamená rekonstrukci jen na základì
první slo¾ky vektoru øe¹ení w). Postup pro ulo¾ení øezu tedy bude vypadat
následovnì:
4 LSSolutionTransformation lsstrans=new  -
LSSolutionTransformation (mesh , configuration ) ;
5 gds . SaveComponentSlice ( " l s s d e n s i t y . txt " , lsstrans . -
ComponentLReconstruction (0 ) ) ;
Do souboru ukládáme postupnì hodnoty první komponenty výsledného
øe¹ení na prùseèících dané úseèky s hranami sítì.
2.5.7 Vizualizace
Objekt FVMMesh s vypoètenými daty vizualizujeme prostøednictvím formátu
VTK (viz 2.3.1). Zùstaneme u pøíkladu z modulu SweHuygens.cs a opìt si
nejdøíve pøedstavíme, jak by to to u¾ivatel provedl:
Kód 9: Export sítì s vypoètenými daty do souboru
1 VTKXmlDataVisualisator visualiser=new  -
VTKXmlDataVisualisator ( File . CreateText ( "huygens2 . xml" ) -
,mesh , configuration ) ;
2 visualiser . VisualiseSolution ( SolutionType . Points , 0 ) ;
3 visualiser . Write ( ) ;
Metoda VisualiseSolution má za první parametr typ vizualizovaných dat,
druhým slo¾ku øe¹ení. V na¹em pøípadì (SolutionType.Points) zobrazujeme
øe¹ení na uzlech. Druhou mo¾ností je zobrazit øe¹ení po èástech konstantní
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(SolutionType.Cells). Rozdíl mezi obìma zpùsoby zobrazení pøedstavujeme
na obrázku 13. Druhý parametr metody potom udává, kterou slo¾ku øe¹ení
budeme chtít vizualizovat na ose z (v na¹em pøípadì slo¾ku s indexem 0,
tedy vý¹ku hladiny - viz inicializace výpoètu ní¾e). Poznamenejme k tomu,
¾e metoda VisualiseSolution je pøetí¾ená a pokud nemá druhý parametr,
potom souèástí VTK souboru mohou být i v¹echny slo¾ky øe¹ení zároveò.
V programech pro vizualizaci lze pak vybrat jakoukoli z nich a zobrazit ji
na 2D modelu, napø. pomocí rozdílné intenzity barvy.
Obrázek 13: Vizualizace dat - vlevo lineární rekonstrukce,
vpravo po èástech konstantní øe¹ení
2.5.8 Chybìjící èásti
V programu, který jsme právì pøedstavili, zatím schází test sítì s promìnnou
topologií. Jeho rozhraní by v¹ak mìlo umo¾nit vypoèítat takovou sí» takté¾.
Aè program dále obsahuje rozhraní pro obecné øezy na síti, implementován
zatím byl pouze øez podél konkrétního vektoru (viz obr. 7 na str. 15) a napø.
øez podle køivky chybí. K jeho implementaci je program nicménì pøipraven.
Pøedev¹ím ale není mo¾né prùbìh výpoètu zaznamenat a následnì gracky
vizualizovat. Program tedy bude nutno roz¹íøit o úlo¾i¹tì, které v kombinaci
s grackou vrstvou bude takovou mo¾nost poskytovat.
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3 Realizaèní èást
V teoretické èásti jsme popsali souèasný stav programu a formát souborù,
který pou¾íváme pro ukládání. Nyní se zamìøíme na roz¹íøení programu o
datové úlo¾istì. Vlastností iteraèních metod je, ¾e výpoèet probíhá na základì
pøedchozího kroku. Metodu implementujeme na dvou promìnných, ukládá
se øe¹ení z pøedchozí a aktuální iterace (viz kapitola 2.5.5, bod 2, øádek
19). Dosud nebylo mo¾no zjistit stav promìnné z pøedchozích krokù, jeliko¾
promìnná byla ji¾ pøepsána. Prùbìh výpoètu jsme nikam neukládali. Na¹ím
úkolem nyní bylo vytvoøit takové úlo¾i¹tì, které by umo¾òovalo reprodukci
výpoètu od jakékoliv jeho iterace. To v¹e pøi minimálních nárocích na èas a
pamì».
3.1 Pøípady u¾ití
1. ukládat stav sítì v aktuální iteraci
2. naèíst stav sítì na základì iterace
3. naèíst stav sítì na základì èasu
4. zmìnit v konkrétní iteraci parametry výpoètu a umo¾nit znovu spustit
výpoèet
5. odlo¾it celé úlo¾i¹tì na disk
6. naèíst úlo¾i¹tì pøedchozího výpoètu z disku
3.2 Vývoj modelu
Pùvodnì jsme pøedpokládali, ¾e bude mo¾no po ka¾dém kroku pouze hluboce
kopírovat celou sí» do pole. Staèilo by k tomu doprogramovat kopírovací
konstruktor objektu FVMMesh. U¾ivatel by se tedy potom o ukládání kopie
objektu staral sám v obsluhách událostí. Kromì té by musel ukládat také
metadata sítì - èíslo iterace a èas.
Problémem pøi kopírování celé sítì je v¹ak ukládání velkého mno¾ství
nadbyteèných dat. Sí» tvoøí objekty Vertex, Edge, Boundary, Volume, a ty
bychom pøi hluboké kopii museli vytváøet novì. Mìlká kopie by nestaèila,
nebo» hodnoty øe¹ení jsou jen v objektech Volume. Kopírujeme tak celou
objektovou strukturu a úmìrnì tomu pak rostou pamì»ové a èasové nároky.
Abychom disponovali konkrétními údaji, kopírovací konstruktor FVMMesh
jsme implementovali.
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Mo¾ností, jak u¹etøit pamì», by bylo ukládat jen hodnoty øe¹ení wi. Ty
jsou v¹ak ulo¾eny pomìrnì hluboko v objektové struktuøe, jako dvojrozmìrné
pole W[0][] v objektu koneèného objemu Volume (viz 2.5.2). Bylo by proto
vhodné, poskytnout u¾ivateli standardní metody pro kopii tìchto hodnot
ze v¹ech koneèných objemù sítì. Ulo¾it kopii celého objektu Volume není
výhodné, nebo» ukládá spolu s øe¹ením zároveò èást informace o topologii -
Volume má odkazy na objekty uzlù a hran, ze kterých se koneèný objem
skládá. My budeme tedy potøebovat kopírovat pole reálných èísel W[0][]
do jiné datové struktury. Dobrým øe¹ením je dvojrozmìrné pole, kde prvním
rozmìrem je index koneèného objemu a druhým komponenta øe¹ení. Porovnání
tohoto øe¹ení s kopírováním celé sítì uvádíme v tabulce 45.
èas [s] pamì» [MB]
hluboká kopie FVMMesh 0,8070 25,3357
pouze øe¹ení wi 0,0441 2,3634
Tabulka 4: Nároky na ukládání jedné sítì
Tento model pøedpokládá, ¾e se objekt sítì nezmìní. Ve vìt¹inì pøípadù
tomu tak skuteènì bude. Zadání jsme v¹ak mìli takové, ¾e se sí» bìhem
výpoètu mìnit mù¾e a u¾ pøi návrhu úlo¾i¹tì s tím je tøeba poèítat. Jsme tedy
zpátky u kopírovacího konstruktoru. Pokud se sí» zmìní a my nevíme jak, je
tøeba ji ulo¾it celou. Speciální pøípad nastává, pokud se v síti mìní jen pozice
jednotlivých uzlù. Potom je mo¾no ponechat bìhem celého výpoètu jedinou
objektovou strukturu objektu FVMMesh, tedy objekty Vertex, Volume a
Edge a ukládat pouze spolu s øe¹ením wi také nové pozice x a y u uzlù.
Tento speciální pøípad jsme v prvotním návrhu neuva¾ovali, spadal by do
kategorie promìnné sítì.
Prvotní objektový návrh tedy byl takový, ¾e základem bude rozhraní
IRepository, které budou implementovat dvì tøídy FixedMeshRepository a
VariableMeshRepository. FixedMeshRepository nech» ukládá v ka¾dé iteraci
pouze dvojrozmìrné pole W-hodnot a druhý VariableMeshRepository celou
kopii do seznamu objektù FVMMesh. Prùmìrné hodnoty z tabulky 4 v¹ak
názornì ukazují obrovské rozdíly v nárocích na èas a pamì» obou druhù
úlo¾i¹». FixedMeshRepository byl pøibli¾nì 20x rychlej¹í a 10x ménì pamì»ovì
nároèný ne¾ VariableMeshRepository. My¹lenky na to, pøímo kopírovat celé
objekty FVMMesh kopírovacím konstruktorem, jsme se tak vzdali. Bylo
potøeba mít sí» rekonstruovatelnou z minima ulo¾ených dat.
5Data vznikla testováním jako prùmìr ze tøí výpoètù o deseti iteracích. Sí» tvoøilo




Rozdìlíme nejdøíve sí» podle toho, jak se bude v prùbìhu výpoètu mìnit její
topologie :
Fixed Topologie se nemìní.
Moving Mìnit se mohou jen pozice uzlù.
NonFixed Topologie se mù¾e mìnit libovolnì.
Do objektu FVMMesh pøidáme jako parametr typ sítì. Pøi ukládání sítì
do úlo¾i¹tì bude typ rozhodovat o tom, jaké parametry bude obsahovat obraz
sítì.
3.3.2 Obraz sítì
Z obrazu sítì bude mo¾no kdykoliv zrekonstruovat identickou kopii originálu.
Navrhneme jej tak, abychom pro daný typ sítì minimalizovali pamì»ové
nároky. Obraz se vytváøí bìhem výpoètu na pøíkaz u¾ivatele k ulo¾ení stavu
objektu FVMMesh. Jeho souèástí tak bude i informace o èíslu iterace a èasu,
kdy se tak uskuteènilo. Pokud bude sí» typu Fixed, ulo¾í se do obrazu jen
vypoètená data, pokud typu Moving, ulo¾í se kromì toho nové souøadnice
vrcholù, které zmìnily pozici. V pøípadì typu sítì NonFixed se ukládá celá
topologie.
Speciálním pøípadem bude obraz sítì v hlavièce úlo¾i¹tì. Ten nám bude
slou¾it jako referenèní obraz k rekonstrukci sítì typu Fixed nebo Moving.
Jeho struktura bude stejná, jako v pøípadì obrazu NonFixed v úlo¾i¹iti, jen
bez èísla iterace a èasu. Referenèní obraz v hlavièce toti¾ budeme potøebovat
pro rekonstrukci jakékoli iterace, proto¾e bude obsahovat celou topologii sítì.
3.3.3 Datová struktura úlo¾i¹tì
Úlo¾i¹tì navrhneme jako samostatný objekt Repository (viz UML diagram
tøíd v pøíloze B.2, podrobnìji ní¾e). Jeho jádrem bude datová struktura,
do které budeme ukládat obrazy sítì v dané iteraci a èasu výpoètu. Proto¾e
budeme vyhledávat pøedev¹ím na základì èísla iterace, bude touto datovou
strukturou mapa Dictionary<int, MeshSnapshot>.
Kromì èísla iterace bude dal¹ím zpùsobem vyhledávání v této mapì také
èasová znaèka typu double. U¾ivatel bude po¾adovat sí» v libovolném èase
výpoètu. Lze pøedpokládat, ¾e to nebude pøesnì ten èas, pod kterým byla sí»
ulo¾ena. Iterujeme proto pøes celou mapu, sledujeme èasovou znaèku, která je
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parametrem objektu MeshSnapshot (viz 3.4.2), a navracíme nejbli¾¹í pozdìji
ulo¾ený obraz.
3.3.4 Hlavièka úlo¾i¹tì
Existují informace, které se bìhem celého výpoètu nemìní, a nemusí se tedy
ukládat do ka¾dé iterace. U v¹ech typù sítì jsou to okrajové podmínky.6
U typù Fixed nebo Moving potom i topologie sítì. Sí» se v tìchto pøípadech
rekonstruuje z referenèního obrazu v hlavièce a teprve potom se k jejím
jednotlivým koneèným objemùm pøidají data z obrazu v datové struktuøe
úlo¾i¹tì. Uveïme si názorný pøíklad, jak funguje takové oddìlení v pøípadì
sítì typu Moving. Ta je algoritmicky nejslo¾itìj¹í a po jejím pochopení bude
jasný i analogický postup pro sítì typu Fixed a NonFixed.
3.3.5 Ukládání a naèítání sítì typu Moving
V pøípadì sítì typu Moving je mo¾né u¹etøit v obrazu sítì místo tak, ¾e
v ka¾dé iteraci ulo¾íme místo celé topologie pouze nové souøadnice posunutých
uzlù. Poèáteèní topologii získáme z hlavièky sítì.
Tabulka 5: Úlo¾i¹tì s obrazy sítì typu Moving
Obrázek 14: Zobrazení ulo¾ených stavù sítì
Na zaèátku máme v síti pro jednoduchost jen 3 uzly A[-1,0], B[1,1] a
C[0,-1], které dohromady budou tvoøit jediný koneèný objem. Na tom vypoèteme
øe¹ení wk1, které budeme ukládat do obrazù.
6Okrajová podmínka je funkce, zmìna u ní mù¾e nastat, pokud zmìníme parametr.
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Ukládání Pøi ukládání sítì typuMoving poskytne seznam uzlù, které oproti
naposledy ulo¾ené iteraci zmìnily svou pozici, pøímo u¾ivatel. On sám toti¾
topologii sítì zmìnil ve svých obsluhách událostí. Stav úlo¾i¹tì po ulo¾ení
¹esti sítí pøedstavujeme ètenáøi v tabulce 5 a jejich grackou podobu na obr.
14.
Naèítání Pøi naèítání z úlo¾i¹tì iteruje pøíslu¹ná metoda pøes jednotlivé
obrazy v datové struktuøe a pøepoèítává pozici uzlù od první a¾ k po¾adované
iteraci. Na obr. 14 uvádíme názorný pøíklad. Po¾adujeme naèíst sí» z obrazu
6. Postupujeme takto:
1. Naètìme referenèní topologii z hlavièky a sí» zrekonstruujeme.
2. Iterujeme pøes datovou strukturu úlo¾i¹tì a¾ do obrazu 6 a na síti
mìníme souøadnice uzlù.
 V obrazu 1 zmìní uzel B svou pozici na [1, 2].
 Uzel A zmìní svou pozici nìkolikrát a v obrazu 6 bude na [1, -1].
 Uzel C takté¾ a bude na [0, 2].
3. Koneèné objemy sítì inicializujeme vypoètenými daty z obrazu 6 (viz
3.3.4).
Pokud bude u¾ivatel po¾adovat z úlo¾i¹tì sí» na základì èasové znaèky,
je postup analogický (viz 3.3.3).
3.3.6 Odkládání úlo¾i¹tì na disk
I pøi velkém ¹etøení je tøeba poèítat s tím, ¾e èasem nebude mo¾no celé
úlo¾i¹tì uchovávat v pamìti. Výpoèty jsou nároèné, mají øádovì 103   105
iterací a mohou trvat i nìkolik dní. Úlo¾i¹tì budeme proto automaticky
odkládat na disk podobným zpùsobem, jakým funguje stránkování pamìti.
Pou¾ijeme k tomu standardní serializaèní metody, které programovací jazyk
poskytuje.
Proces odkládání Budeme muset odlo¾it jednak hlavièku úlo¾i¹tì, jednak
datovou strukturu s obrazy sítì. Tu v¹ak není výhodné ulo¾it celou do jednoho
binárního souboru. Zpravidla toti¾ nebudeme potøebovat z disku naèíst naráz
v¹echny ulo¾ené sítì, nýbr¾ jen sí» v jedné konkrétní iteraci, od které spustíme
nový výpoèet. Naèítání v¹ech obrazù sítì by zpùsobilo pøíli¹ velkou prodlevu.
Datovou strukturu proto rozdìlíme na èásti, které budeme posléze ukládat
do samostatných souborù. Ka¾dému úlo¾i¹ti pak bude pøíslu¹et jeden adresáø
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s tìmito soubory. Odkládáme do nìj v¾dy v¹echny obrazy v úlo¾i¹ti a jimi
zabranou pamì» posléze celou uvolníme.
Hlavièku odkládáme v tém¾ adresáøi do souboru header.bin (viz CD).
Tento soubor je serializovaný objekt RepositoryHeader, jeho¾ souèástí je
topologii sítì, dále okrajové podmínky pro výpoèet a odkazy na odlo¾ené
soubory (viz 3.4.4).
U¾ivatel nastavuje cestu k adresáøi úlo¾i¹tì, poèet iterací, po kterých se
má úlo¾i¹tì odlo¾it, a maximální poèet obrazù sítì v jednom souboru.
Proces naèítání pøi aktivovaném odkládání
1. Prohledá se datová struktura úlo¾i¹tì v pamìti.
2. Pokud není po¾adovaná iterace nalezena, prohledá se hlavièka úlo¾i¹tì
a zjistí se název souboru, do kterého byla odlo¾ena.7
3. Soubor se naète, seznam s objekty obrazù sítì se pøipojí do úlo¾i¹tì v
pamìti.
4. Zrekonstruuje se topologie sítì buï pøímo na základì informací z obrazu
(pokud byl typu NonFixed), nebo z referenèního obrazu v hlavièce
(pokud byl obraz v dané iteraci typu Fixed).
5. Ke koneèným objemùm se pøiøadí vypoètená data z obrazu sítì.
6. Navrátí se po¾adovaná sí».
Problém pøi odkládání sítì typu Moving Uva¾ujme následující scénáø:
Máme sí» typu Moving, výpoèet probìhl ve stu iteracích. V ka¾dé iteraci se
pøitom posunuly urèité uzly na souøadnice, které uchováváme v obrazu sítì.
Úlo¾i¹tì jsme odlo¾ili do pìti souborù po dvaceti obrazech a pamì» je nyní
prázdná. Po¾adujeme naèíst 99. iteraci.
Pokud by bylo úlo¾i¹tì v pamìti, iterovali bychom od zaèátku datové
struktury úlo¾i¹tì pøes v¹echny iterace a konstruovaliNonFixed sí» s koneènou
pozicí uzlù v 99. iteraci (viz 3.3.5).
Kdybychom v¹ak chtìli tímto zpùsobem rekonstruovat 99. iteraci z disku,
museli bychom z nìj naèíst v¹echny pøedchozí iterace, tedy v¹ech pìt souborù.
To i kdy¾ sama 99. iterace je jen v tom posledním, pátém. Naèteme-li jen jej,
nemáme informaci o tom, které uzly se do 80. iterace posunuly. Známe jen
7Pokud po¾adujeme sí» na základì èasové znaèky, prohledá se jen pamì», naèítání z
disku jsme z èasových dùvodù neimplementovali.
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poèáteèní topologii z hlavièky. Pøi vìt¹ím poètu ulo¾ených sítí by nároènost
takové operace je¹tì pøímo úmìrnì rostla.
Rozhodli jsme se proto obrazy sítì typu Moving je¹tì pøed odlo¾ením
na disk pøevést na NonFixed. Zkompletujeme tak topologii v¹ech obrazù.
Naroste sice velikost souborù, ale urychlí a zjednodu¹í se naèítání (viz tabulka 6
ní¾e8).
èas naètení 1. iterace [s] èas naètení 10. iterace [s]
odlo¾ení jako NonFixed 2,920 2,974
odlo¾ení jako Moving 3,349 14,370
Tabulka 6: Porovnání èasù naèítání sítì typu Moving z odlo¾eného úlo¾i¹tì
pøi pøedchozí konverzi na NonFixed a bez ní
3.3.7 Vazba úlo¾i¹tì a výpoètu
Základním pou¾itím úlo¾i¹tì v¹ak je umo¾nit od urèitého stavu sítì znovu
spustit výpoèet (viz pøípady u¾ití v kapitole 3.1). Úlo¾i¹tì by tak mìlo
být pevnou souèástí výpoètu, resp. jeho parametrem. K výpoètu u¾ivatel
pøistupuje v obsluhách událostí pøes objekt EFVMSolverContext (viz 2.5.4).
Stejnì tak by mìl tedy pøistupovat i k úlo¾i¹ti. Objekt jsme proto doplnili
o odkaz na úlo¾i¹tì a o pøíkaz Snapshot() pro rychlé ulo¾ení aktuálního stavu
sítì, která je souèástí objektu kontextu také. Úlo¾i¹tì pak bude u¾ivatel
kongurovat v konguraèním souboru výpoètu.
Lze si pøedstavit i situaci, kdy budeme potøebovat zalo¾it objekt úlo¾i¹tì
samotný, nezávisle na výpoètu. Napø. budeme chtít naèíst z úlo¾i¹tì na disku
sí» z jedné konkrétní iterace a øe¹ení na této síti vizualizovat. Úlo¾i¹tì tak
musí být kongurovatelné i pøímo v konstruktorech.
8Test byl proveden simulací v programu, který ji¾ odkládal sí» typu Moving jako
NonFixed (viz 3.5.8). Výsledné hodnoty jsou prùmìrem ze tøí mìøení na souborech, které
obsahovaly dvì sítì o 20 000 uzlech.
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3.3.8 Dal¹í úpravy stávajícího programu
Pøi tìsné vazbì úlo¾i¹tì na výpoèet by bylo vhodné, aby u¾ivatel mohl
nastavit parametry úlo¾i¹tì pøímo pøi konguraci výpoètu (viz 2.5.3). XML
denici tedy bude tedy nutné obohatit. Zavedeme element <repository>,
který bude potomkem koøenového elementu, a tedy na stejné úrovni jako
elementy <solver> a <solution>. V nìm bude nutno denovat:
1. zda se má úlo¾i¹tì naèítat z externího umístìní a pokud ano, cestu k
pøíslu¹nému adresáøi
2. zda je povoleno odkládání a pokud ano:
(a) adresáø pro odkládání
(b) poèet iterací v jednom souboru
(c) poèet iterací, po kterých má být úlo¾i¹tì odlo¾eno
3.4 Objektový návrh
3.4.1 MeshType






Objekt MeshSnapshot reprezentuje obraz sítì (viz vý¹e v kapitole 3.3.2)
v urèité iteraci výpoètu. Budeme se sna¾it maximálnì ¹etøit pamìtí a pou¾ívat
pouze primitivní datové typy a pole. Prvky, které spolu souvisejí, proto
také neukládáme do samostatných obalovacích objektù, jak je v objektovì
orientovaném programování bì¾né, nýbr¾ vedle sebe. Jejich propojení bude
pouze na základì indexu v polích.
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Tøída 2: MeshSnapshot
+W : double [ ] [ ]
  
+movedVerticesIndexes : i n t [ ]
+movedVerticesNewXs : double [ ]
+movedVerticesNewYs : double [ ]
  
+xs : double [ ]
+ys : double [ ]
+indexBindexes : i n t [ ]
+indexBs : i n t [ ]
+volumeVertices : i n t [ ] [ ]
+volumeData : double [ ] [ ]
+regionIndexes : i n t [ ]
+regions : i n t [ ]
+boundaryEdgesVert1 : i n t [ ]
+boundaryEdgesVert2 : i n t [ ]
+boundaryEdgesBindexes : i n t [ ]
W pøedstavuje pole øe¹ení na koneèných objemech,movedVerticesIndexes,
movedVerticesNewXs amovedVerticesNewYs (zkrácenìmovedVertices-) jsou
pole nových pozic uzlù pro sí» typu Moving, xs a ys jsou pole pozic uzlù,
indexBindexes a IndexBs oznaèují index okraje, na kterém aktuální uzel le¾í,
volumeVertices propojení uzlù do koneèných objemù, volumeData oznaèuje
doplòková data na koneèných objemech, regionIndexes a region pole oblastí,
pole celých èísel boundaryEdgesVert1, boundaryEdgesVert2 a v neposlední
øadì iboundaryEdgesBindexes (zkrácenì boundaryEdges-) oznaèují okrajové
hrany.
Hodnoty øe¹ení ukládáme do dvojrozmìrného pole W. Jeho první slo¾ka
zde ale má jiný význam, ne¾ v pùvodním programu, kde 0 oznaèovala staré
øe¹ení a 1 aktuální (viz 2.5.2). Zde je první slo¾kou index koneèného objemu i.
Druhá slo¾ka je v obou pøípadech komponenta øe¹ení vektoruwi. Pro v¹echny
typy sítì budeme do úlo¾i¹tì ukládat tentý¾ objekt obrazu. Rozdíl bude pouze
v inicializovaných polích.
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 Fixed sí» ukládá jen pole W.
 Moving sí» ukládá navíc indexy uzlù, které oproti pøedchozí ulo¾ené
iteraci zmìnily svoji pozici, a nové souøadnice do polí movedVertices-.
Stejný index v tìchto tøech polích znaèí tentý¾ uzel.
 NonFixed sí» neukládá pole movedVertices-, ale v¹echna ostatní zbylá,
ze kterých bude mo¾no kompletnì rekonstruovat topologii sítì, tj.:
1. Pozice uzlù v polích xs a ys, jejich¾ index odpovídá indexu uzlu.
Dále informaci, které z nich jsou okrajové (pole indexBindexes) a
index okraje, ke kterému tyto pøíslu¹ejí (pole indexBs).
2. Propojení uzlù do koneèných objemù (pole volumeVertices). První
slo¾kou je zde index koneèného objemu a druhou to, kolikátý
v poøadí je to jeho uzel. Proto¾e máme ze zadání troj- nebo
ètyøúhelníkovou sí», bude pole délky 3 nebo 4. Pro kompletní
rekonstrukci koneèných objemù potøebujeme je¹tì doplòková data
(pole volumeData) a oznaèení, které uzly patøí do nìkteré pøedem
specikované oblasti (pole regionIndexes) a do které (pole regions)
3. Hrany, které jsou na okraji a na kterém (tøi pole boundaryEdges-).
Na index okraje pak odkazuje pole indexBs u uzlù.
3.4.3 BoundarySnapshot
Podobnì jako v pøípadì objektu MeshSnapshot budeme potøebovat ukládat
také obraz okrajových podmínek. Ty jsou spoleèné pro celý výpoèet. Objekt
FVMMesh uchovává odkazy na uzly, hrany a objemy sítì. Jejich èást, která
se týká aktuální okrajové podmínky, uchovává také objekt Boundary (viz
diagram tøíd v pøíloze B.1). Pøi rekonstrukci objektu FVMMesh z obrazu
sítì v¹ak vznikají tyto zanoøené objekty novì a ty, které zùstanou v objektu
Boundary, jsou tak zastaralé. Pokud bychom objekt FVMMesh serializovali,
zároveò s ním by se automaticky serializovaly také tyto nepou¾ívané objekty
uvnitø nìj.
Vytvoøili jsme tedy objekt BoundarySnapshot, který (a¾ na výjímku)
ukládá primitivní datové typy. Odkazy na hranièní objekty ukládat nebude.
Pøedpokládá se, ¾e napojení bude doplnìno pøi rekonstrukci sítì z jejího








+CbID : i n t
+FixedPrescribedData : double [ ] ;
+VariablePrescribedData : Func<Vector2D , double , double -
> [ ] ;
BoundaryDelegate je funkce, která urèuje tuto okrajovou podmínku, TMin
a TMax její minimální a maximální parametr, ID identikátor, Type typ,
CbID index propojené hranice, FixedPrescribedData data okrajové podmínky






 _serializedIterations : Dictionary<int , s t r i ng>
                                 
+SerializedIterationFileName ( i n t iteration ) : s t r i n g
+AddSerializedIteration ( i n t iteration , s t r i n g fileName )
+DeleteGreaterIterations ( i n t firstIteration )
Data sítì, která se napøíè iteracemi nebudou mìnit, oddìlíme do objektu
RepositoryHeader, reprezentujícího hlavièku úlo¾i¹tì (viz 3.3.4). Pøi výpoètu
na síti, která je typu Fixed nebo Moving se pou¾ije hlavièka pro ulo¾ení
referenèního obrazu sítì(RefNonxedSnapshot). Tu potom naèítáme ve chvíli,
kdy sí» znovu rekonstruujeme. Vypoètené hodnoty se oproti tomu naètou
z obrazu sítì v úlo¾i¹ti. V pøípadì typu sítìNonFixed (obecné zmìnì topologie)
se z obrazu v úlo¾i¹ti naèítá jak topologie, tak øe¹ení. Kromì referenèního
obrazu sítì ukládá hlavièka také obrazy okrajových podmínek. Posledním
dùle¾itým parametrem hlavièky je mapa iterací odlo¾ených na disk. Abychom
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mohli reprodukovat stav úlo¾i¹tì, bude potøeba pøi jeho odkládání na disk
odlo¾it i samotnou hlavièku.
SerializedIterationFileName navrací jméno souboru, ve kterém je ulo¾ena
hledaná iterace.
AddSerializedIteration pøiøazuje název souboru ke konkrétní iteraci do mapy
serializedIterations v hlavièce. Pøedpokládá, ¾e iterace ji¾ byla do uvedeného
souboru odlo¾ena.
DeleteGreaterIterations sma¾e z disku v¹echny soubory s itreacemi, které






+LoadedIteration : i n t
+LoadedTime : i n t
Objekt RepositoryMeshWrapper obaluje do kompaktního celku sí», která
byla naètena z úlo¾i¹tì. K ní je pøiøazeno její èíslo iterace, èas ve výpoètu a
také konguraèní soubor výpoètu, pøi kterém byla data na síti spoètena.
3.4.6 Repository
Úlo¾i¹tì reprezentuje tøída Repository. Jejím klíèovým atributem je mapa
repo, nebo» právì do nìj se ukládají obrazy sítì v závislosti na iteraci
výpoètu. V této tøídì jsou také metody pro odkládání, ty automatické i
ty jednorázové. Objekt úlo¾i¹tì je volnì provázán s objektem výpoètu (viz
diagram tøíd v pøíloze B.2).
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Tøída 6: Repository





+Empty ( ) : bool
+Clear ( )
+UpdateConfig ( ExplicitSolverConfiguration config , i n t  -
iteration )
+LoadLast ( ) : RepositoryMeshWrapper
+LoadTime ( double ptime ) : RepositoryMeshWrapper
+LoadIteration ( i n t iteration ) : RepositoryMeshWrapper
+Save ( FVMMesh mesh , ExplicitSolverConfiguration config ,  -
i n t iteration , double time , Vertex [ ] movedVertices =  -
nu l l )
+SerializeRepo ( )
+SerializeRepo ( i n t iterationsPerFile )
+DeserializeRepo ( String repoDirectory , i n t fromIteration , -
i n t toIteration )
Empty() navrací, zda je úlo¾i¹tì prázdné (v pamìti i na disku).
Clear() vyprázdní úlo¾i¹tì v pamìti.
UpdateCong(. . .) aktualizuje konguraèní soubor, který se bude pøidávat
pøi ulo¾ení sítì do jejího obrazu. Sma¾e pøitom v¹echny obrazy z vìt¹ích
iterací, ne¾ zadaná, èím¾ úlo¾i¹tì pøipraví pro nový výpoèet.
LoadLast() navrací sí», rekonstruovanou z obrazu, který byl do úlo¾i¹tì
ulo¾en naposled.
LoadTime(double ptime) navrací sí», rekonstruovanou z obrazu, jeho¾
èas je nejbli¾¹í vy¹¹í vùèi zadanému. Pro jednoduchost prochází pouze
úlo¾i¹tì v pamìti.
LoadIteration(int iteration) navrací sí», rekonstruovanou z obrazu v dané
iteraci. Pokud se nevyskytuje v pamìti, deserializuje nejprve soubor
s pøíslu¹nou iterací a celou jeho èást úlo¾i¹tì pøipojí k ji¾ existujícímu
v pamìti. Potom danou sí» navrátí.
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Save(. . .) vytvoøí ze sítì její obraz, který následnì ulo¾í do úlo¾i¹tì. Pokud
bylo v konstruktoru nebo konguraèním souboru nastaveno odkládání
a byla pøekroèena mez iterationsTillSerialization, odlo¾í se celé úlo¾i¹tì
z pamìti na disk. Parametry:
FVMMesh mesh sí» pro ulo¾ení
ExplicitSolverConguration cong konguraèní soubor, pøi kterém
sí» vznikla
int iteration èíslo iterace výpoètu
double time èas výpoètu
Vertex[] movedVertices seznam uzlù, které od poslední ulo¾ené sítì
v úlo¾i¹ti zmìnily svou polohu. Ten poskytne u¾ivatel sám, který
pohyb uzlù urèuje. Parametr je relevantní pouze v pøípadì sítì
typu Moving.
SerializeRepo() odlo¾í úlo¾i¹tì na disk. Adresáø pro ulo¾ení a poèet iterací
na jeden soubor jsou buïto z konstruktoru objektu nebo z konguraèního
souboru.
SerializeRepo(int iterationsPerFile) funguje stejnì, jen je poèet iterací
na soubor parametrem metody.
DeserializeRepo(String repoDirectory, int fromIteration, int toIteration)
naète urèitý úsek úlo¾i¹tì z disku do pamìti. Tento úsek mù¾e být
ulo¾en i ve více souborech.
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3.5 Pou¾ití
Jak se na¹e roz¹íøení programu bude pou¾ívat v praxi si pøedstavíme na
testech, které budou odpovídat jednotlivým pøípadùm u¾ití (viz 3.1). V¹echny
probíhaly nad tým¾ problémem z oblasti mìlké vody (viz 2.1.3).
3.5.1 Ukládání a naèítání
Nejdøíve v testu TestLoading otestujeme ukládání stavu sítì (viz bod 1), její
zpìtné naètení na základì èísla iterace (bod 2) a na základì èasu (bod 3).
Kód 10: TestLoading
1 EFVMSolver huygensSolver = SweHuygensFlatSolve (@" -
. . / . . / . . / . . / Meshes/huygens2 .msh" , " r e po t e s t s / -
huygensconf ig . xml" ) ;
2 huygensSolver . Solve ( ) ;
3 . . .
4 RepositoryMeshWrapper loadedMeshData = solver . Repository . -
LoadIteration ( resumedIteration ) ;
5 solver . Solve ( loadedMeshData ) ;
6 . . .
7 const double TEST_TIME = 0 . 0 1 4 ;
8 RepositoryMeshWrapper rmw = huygensSolver . Repository . -
LoadTime ( TEST_TIME ) ;
9 huygensSolver . Solve ( rmw ) ;
V tomto pøípadì jsme po¾adovali èas 0.014 a úlo¾i¹tì nám navrátilo sí»
v nejbli¾sím vy¹¹ím èase 0.02 (ovìøení viz test na CD). Výpoèet navrací
metoda SweHuygensFlatSolve, která naète sí» ze souboru, nastaví jí poèáteèní
podmínky (viz 2.5.2), inicializuje nad ní výpoèet s danou kongurací a nastaví
mu obsluhy událostí (viz 2.5.4). V konguraèním souboru výpoètu na adrese
repotests/huygenscong.xml jsme nejprve aktivovali úlo¾i¹tì pomocí elementu
<repository /> (viz 3.3.8). Nad stavem výpoètu a ukládáním stavu sítì do úlo¾i¹tì
má u¾ivatel kontrolu pøes obsluhy událostí a objekt EFVMSolverContext (viz
kód 11).
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Kód 11: Obsluha události AfterComputationalStep
1 s t a t i c void AfterComputationalStep ( EFVMSolverContext  -
context )
2 f
3 . . .
4 context . Snapshot ( ) ;
5 g
U¾ivatel rozhoduje o tom, kdy se aktuální stav sítì bude do úlo¾i¹tì
ukládat. V na¹em pøípadì se ukládá v ka¾dé iteraci, obecnì to ale tak být
nemusí.
3.5.2 Odkládání na disk
Úlo¾i¹tì mù¾eme dále v elementu <repository> kongurovat tak, aby bylo
automaticky odkládáno na disk (pøípad u¾ití 5). TestLoadingWithSwapping
se nebude li¹it od TestLoading (viz 3.5.1), roz¹íøí se jen konguraèní soubor
(viz kód 12).
Kód 12: Roz¹íøení kongurace výpoètu o konguraci úlo¾i¹tì
1 <r e po s i t o r y>
2 <swapping>
3 <d i r e c t o r y>huygensRepo1</ d i r e c t o r y>
4 < i t e r a t i o n s T i l l S e r i a l i z a t i o n>5</ -
i t e r a t i o n s T i l l S e r i a l i z a t i o n>
5 < i t e r a t i o n sP e rF i l e>2</ i t e r a t i o n sP e rF i l e>
6 </swapping>
7 </ r epo s i t o r y>
Pøi tomto nastavení se ka¾dých pìt iterací se pole obrazù sítí repo (viz
3.4.6) rozdìlí na èásti po nejvý¹e dvou (tedy na 2, 2 a 1), ka¾dá se ulo¾í
do samostatného souboru a pole repo se následnì vyprázdní. Po skonèení
výpoètu se zbylé obrazy ulo¾í na disk také. Stav adresáøe spolu s velikostmi
jednotlivých souborù poté uvádíme na obr. 15. Na jednu sí» o 20 000 uzlech,
pøipadlo pøibli¾nì 1,5 MB. To za pøedpokladu, ¾e sí» byla typu Fixed a její
topologie se nemìnila. Pøi ulo¾ení kompletní topologie do ka¾dého obrazu
sítì naroste i velikost souborù pøibli¾nì na dvojnásobek. Kromì souborù se
stavy sítì v jednotlivých iteracích byl ulo¾en hlavièkový soubor header.bin.
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Obrázek 15: Adresáø úlo¾i¹tì
3.5.3 Naèítání z externího úlo¾i¹tì
V testu TestExternalLoading testujeme naèítání z externího úlo¾i¹tì (viz
pøípad u¾ití 6). Denujeme elementu <repository> atribut externalLoadDir.
Naèítání pak probíhá postupem stanoveným v kapitole 3.3.6: Pokud není
nalezena iterace v pamìti, naète se ze souboru header.bin hlavièka úlo¾i¹tì,
která obsahuje seznam iterací, odlo¾ených na disk. V tomto seznamu se
vyhledá jméno souboru, z kterého naèteme obrazy sítì a ulo¾íme je do datové
struktury úlo¾i¹tì. Naètené úlo¾i¹tì je pak mo¾né opìt serializovat na jiné
místo, v na¹em pøípadì to v¹ak nevyu¾íváme.
3.5.4 Zmìna konguraèního souboru
Otestovali jsme (TestUpdateCong), ¾e v libovolné iteraci výpoètu je mo¾no
zmìnit konguraèní soubor. Ten mù¾e mít jiné parametry, které budou poté
dále ovlivòovat prùbìh výpoètu. Aktualizaci provedeme v aktuálním kroku
výpoètu a mù¾eme jej znovu spustit buï odtud, nebo od libovolné pøedchozí
iterace (viz 3.1, bod 4). V na¹em pøípadì má nový konguraèní soubor odli¹né
hodnoty maximálního èasového kroku a CFL (viz 2.5.3). Samotný test má
tento prùbìh:
1. Zalo¾íme a spustíme celý výpoèet s konguraèním souborem cong1
za zapnutého odkládání.
2. Zmìníme konguraèní soubor na cong2 a spustíme výpoèet od iterace 6.
3. Zalo¾íme nový výpoèet s konguraèním souborem cong2, který bude
naèítat z odlo¾eného úlo¾i¹tì z bodu 1. Spustíme jej od iterace 6.
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4. Zmìníme konguraèní soubor na cong1 a spustíme výpoèet z bodu 3
od iterace 6.
Výsledné hodnoty z bodù 1 a 4 jsou toto¾né, stejnì jako z bodù 2 a 3.
Zmìna konguraèního souboru tedy funguje správnì.
3.5.5 Kopírovací konstruktor FVMMesh
Testujeme kopírovací konstruktor podle pùvodního návrhu, popsaného v èásti
3.2. Tento test jsme vytvoøili èistì pro získání dat, která potvrzují nevhodnost
tohoto øe¹ení. Pro ulo¾ení stavu sítì doporuèujeme u¾ivateli pou¾ívat metody
samotného úlo¾i¹tì Repository. Test jsme rozdìlili na dvì èásti. Testujeme
jednak správnost kopie a jednak èasové a pamì»ové nároky.
 Správnost kopie (TestCopyConstructorFunctionality)
1. Naèteme sí» ze souboru a provedeme výpoèet.
2. Tuté¾ sí» naèteme je¹tì jednou do jiného objektu výpoètu. Nastavíme,
¾e se má pøeru¹it po 4. iteraci, a spustíme jej.
3. Provedeme kopii objektu sítì FVMMesh a aktualizujeme jí druhý
objekt výpoètu.
4. Pokraèujeme ve výpoètu.
Pokud jsou vypoètené hodnoty z bodù 1. a 4. stejné, úspì¹nì jsme
správnost algoritmu kopírování pro tento pøípad otestovali.
 Èasové a pamì»ové nároky (TestCopyConstructorTimeMemory)
V tomto pøípadì bude zapotøebí zmìnit obsluhu událostí. Postup bude
následující:
1. Provedeme výpoèet a prùbì¾nì ukládáme sítì typu Fixed do úlo¾i¹tì.
V obsluze AfterComputationalStep standardnì zavoláme
context.Snapshot();
a po skonèení výpoètu vypí¹eme nároky na zdroje.
2. Nasimulujeme si úlo¾i¹tì jako globální seznam
List<FVMMesh> _testCopyRepo = new List<FVMMesh>();
Nastavíme výpoètu jinou obsluhu události AfterComputationalStep,
ve které budeme ukládat do zmínìného seznamu kopii aktuální sí»
pomocí
_testCopyRepo.Add(new FVMMesh(context.Mesh));
Na konci výpoètu opìt obdr¾íme prùmìrná data.
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Výsledky uvádíme v tabulce 4 na str. 35. Získali jsme tím hodnoty, které
potvrzují domìnku, ¾e hluboká kopie má pøíli¹ velké nároky. V této
práci s ní ji¾ dále nepoèítáme.
3.5.6 Animace
Test animace (TestAnimation) provedeme pomocí exportu jednotlivých iterací
z úlo¾i¹tì. Ty nemusejí poka¾dé bezprostøednì následovat. Na zaèátku testu
nastavíme poèáteèní iteraci, krok a poèet generovaných snímkù. Poté iterujeme
ve smyèce for a po jednom pøíslu¹né iterace z externího úlo¾i¹tì naèítáme a
exportujeme do VTK souborù. Pou¾ijeme k tomu ji¾ existující metody tøídy
VTKXmlDataVisualisator (viz 2.5.7). Výslednou sérii souborù testanimation-
. . .vtp lze naèíst ve vý¹e uvedených programech pro vizualizaci (viz 2.4.6).
3.5.7 Sí» typu Moving
V testu TestMoving testujeme, zda budou fungovat algoritmy pro sí», u
které se v èase mìní pouze pozice vrcholù (viz 3.3.5). V obsluze události
BeforeConditionalStep mìníme pozice uzlù, v AfterComputionalStep potom
jen vizualizujeme nové øe¹ení.
Kód 13: TestMovingBeforeComputionalStep, obsluha události
1 i f ( context . Iteration % 2 == 0) f
2 f o r ( i n t i = 0 ; i < context . Mesh . Vertices . Count ; i++)
3 f
4 Vertex vx = context . Mesh . Vertices [ i ] ;
5 Vector2D a = vx . Position ;
6 i f ( context . Iteration % 4 == 0) fa . X = a . X * 0 . 8 ; g
7 e l s e fa . Y = a . Y * 1 . 1 ;
8 g
9 vx . Position = a ;
10 f o r ( i n t j = 0 ; j < vx . CommonEdges . Count ; j++)
11 f
12 Edge edge = vx . CommonEdges [ j ] ;
13 edge . Length = edge . ComputeLength ( ) ;
14 vx . CommonEdges [ j ] = edge ;
15 g





Ka¾dou druhou iteraci tedy buï od sebe uzly vzdálíme ve smìru osy y
nebo pøiblí¾íme ve smìru osy x. Vizualizujeme standardním mechanismem,
pøedstaveným v kapitole 2.5.7.
3.5.8 Sí» typu Moving s odkládáním
Tento test (TestMovingSwapping) slou¾í pro porovnání èasù naèítání sítì,
odlo¾ené v jednom pøípadì jakoMoving a ve druhém jako NonFixed. Problém
podrobnìji popisujeme v samostatné podèásti kapitoly 3.3.6. Jeliko¾ bylo
ji¾ implementováno kvalitnìj¹í druhé øe¹ení, první probíhá pouze formou
simulace. Postup je takovýto:
 Spustíme výpoèet se zapnutím odkládáním a po jeho skonèení vyèistíme
úlo¾i¹tì v pamìti.
 1. iterace pøi Moving - Po¾adujeme naètení 1. iterace (soubor 1.bin),
nejprve jednou, co¾ bude pøedstavovat naètení obrazu z disku do pamìti,
potom podruhé kdy se bude naèítat hlavièka (ji¾ pøímoz pamìti). Budeme
muset poté také pøipoèítat èas pro rekonstrukci topologie ze sítìMoving
(viz 3.3.5).
 1. iterace pøi NonFixed - Vyèistíme úlo¾i¹tì a pouze naèteme iteraci 1
z disku. Re¾ie pro rekonstrukci sítì typu Moving odpadá.
 10. iterace pøiMoving - Po¾adujeme naètení 10. iterace (soubor 10.bin),
pøi následné rekonstrukci sítì typu Moving pak ale musíme (analogicky
k obr. 14) mít v pamìti i v¹echny pøedchozí iterace od 1. Odkládali
jsme po 2 sítích do jednoho souboru, naèteme tedy je¹tì soubory 1.bin,
3.bin, 5.bin, 6.bin, 8.bin. Kdy¾ ji¾ máme nyní v¹echny iterace v pamìti,
nesimulujeme nyní procházení celým tímto polem a mìnìní pozice uzlù.
Reálný èas by byl tak je¹tì vy¹¹í.
 10. iterace pøi NonFixed - Pouze naèteme iteraci 10 z disku (10.bin).
Výsledky jsou shrnuty v tabulce v kapitole 3.3.6 na str. 38.
3.5.9 Transformace dat
Test TestRepoSolutionTransformation bude slou¾it k vygenerování lineárních
transformovaných dat. Naèteme sí», provedeme na ní výpoèet a výsledná
po èástech konstantní data na koneèných objemech budou posléze pøevedena
na lineární øe¹ení pomocí funkce, kterou programuje u¾ivatel (v na¹em pøípadì
transFunction, která navrátí souèet pøevrácených hodnot v¹ech slo¾ek øe¹ení).
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V tomto testu selhala z neznámého dùvodu transformace na referenèním
výpoètu (viz 3.7). Pou¾íváme proto ji¾ jeden z pøipravených výpoètù pro jiné
problémy (viz následující kapitola). Výsledná transformovaná data budou
zobrazena na 2D modelu sítì pomocí rùzné intenzity barev.
3.6 Pou¾ití v praxi
V¹echny dosud pøedstavené testy pro jednotlivé pøípady u¾ití byly postavené
nad tou¾ sítí. Ta simulovala problém mìlké vody, popisující nestlaèitelné
proudìní, u kterého se poèítala vý¹ka hladiny a momenty hybnosti (viz 2.1.3).
Nyní zvolíme opaèný postup. Vybereme jeden test a budeme jej aplikovat
na rùzné sítì. Zvolíme test nejzákladnìj¹ího pøípadu u¾ití - naètení iterace,
která ji¾ je v pamìti a obnovení výpoètu od tohoto bodu (TestLoading).
Testy, které ji¾ byly napsány pro pùvodní verzi programu, obalíme na¹ím
testem pro naèítání z repozitáøe. Jednotlivé problémy zde blí¾e vysvìtlovat
nebudeme a pouze pøedstavíme sí», se kterou pracují. Ètenáøe odká¾eme
na kód testù v pùvodním programu.
1. Riemannùv problém (SweRiemannFlat1.cs) je takté¾ problémem mìlké
vody. Pracuje na klasické møí¾ce, kterou jsme ji¾ pøedstavili na obr. 3
na str. 11.
2. Vortex Evolution Problem (VEproblem.cs) ji¾ problémem mìlké vody
není. Popisuje proudìní stlaèitelné, u nìho¾ se poèítají hodnoty hustoty,
momentù hybnosti a energie, a to pomocí Eulerových rovnic. V tomto
pøípadì nám v¹ak obnovený výpoèet selhal, viz 3.7.
3. NACA0012 (NACA0012.cs) øe¹í proudìní vzduchu kolem køídla, které
je stlaèitelné, a popisují jej proto Eulerovy rovnice takté¾.
Výpoèet tohoto problému skonèí na maximální poèet iterací, který je
stanoven na 1000. První necháme probìhnout kompletnì za zapnutého
odkládání, ve druhém zaèneme od stavu v iteraci 660. Na obr. 16
je znázornìna sí», na které výpoèet probíhá. Budeme sledovat rùzné
kongurace repozitáøe, abychom zjistili, jakým zpùsobem závisí doba
výpoètu na velikosti naèítaného souboru. Zkoumáme, jaký poèet iterací
je vhodné odkládat do jednoho souboru, aby byla co nejkrat¹í celková
doba výpoètu, vèetnì èasu pro odkládání a naèítání.
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první výpoèet - celý druhý výpoèet - èásteèný9
iterací10 èas serializace celkový èas èas deserializace celkový èas
100 12 s 7 min 38 s 2 min 14 s 4 min 5 s
20 1,51 s 6 min 21 s 8 s 2 min 3 s
2 0,25 s 6 min 43 s 0,52 s 2 min
Tabulka 7: Porovnání èasù výpoètù pøi rozdílnì nastaveném odkládání v
konguraèním souboru
V tabulce 7 uvádíme namìøené výsledky11. Odkládat po 100 iteracích
je ¹patnou volbou, nebo» se pak soubor s tìmito iteracemi bude pøíli¹
dlouho naèítat. Optimum je v tomto pøípadì odkládat na disk naráz
pøibli¾nì po 20 iteracích. Pøi vìt¹ím èíslu se doba naèítání neúmìrnì
prodlu¾uje a pøi men¹ím úspor nedosáhneme.
Obrázek 16: Sí» problému NACA
9Od iterace 660 do 1000.
10Parametr iterationsPerFile v konguraèním souboru.
11Test probìhl na poèítaèi s procesorem, taktovaném na 1,83 GHz a pamìtí 2GB.
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3.7 Nedostatky a chyby práce
V na¹í práci pøiznáváme tyto nedostatky, které by mohly být øe¹eny dále:
1. Objektová struktura nepøíli¹ kompaktní
Na objekt ExplicitSolverConguration je pøíli¹ mnoho vazeb, které jsou
pravdìpodobnì nadbyteèné (viz diagram tøíd v pøiloze B.2). Objekt
EFVMSolver, jej¾ nastavujeme v XML souboru kongurace pøedev¹ím
(viz pøíloha D), by mohl pøedávat pøíslu¹né parametry kongurace
pøímo konstruktoru objektu Repository. Takové parametry jsou toti¾
nejvý¹e 4 - adresáø pro odkládání a adresáø pro naèítání úlo¾i¹tì, poèet
iterací na jeden soubor a poèet iterací, po kterých se odkládá. Sám
objekt Repository by potom odkaz na konguraèní soubor nepotøeboval.
V pøípadì, ¾e je objekt Repository zakládán u¾ivatelem sám o sobì,
má nyní odkaz na konguraèní soubor stejnì hodnotu null. Na druhou
stranu objektMeshSnapshot má zatím ulo¾eno, jaký konguraèní soubor
byl pou¾it pro výpoèet aktuální iterace. Otázka je, jestli u¾ivatel takovou
informaci potøebuje, nebo zda má poskytnout v¾dy svùj konguraèní
soubor, i napø. pøi restartu výpoètu od urèité iterace. Tento problém
by proto vy¾adoval dùkladnìj¹í rozbor.
2. Problém s vizualizací v MVE-2. Na dvou poèítaèích s rùznými operaèními
systémy nám program skonèil pøi pokusu o zobrazení dat chybou. Ta
nebyla v modulu pro naètení VRML souboru, nýbr¾ pravdìpodobnì
v pou¾itém 3D-rendereru. Pomoci by mohla vìt¹í komunikace s vývojáøi
programu a nahlédnutí modulu pro vizualizaci, který MVE-2 pou¾ívá.
3. VEproblem - pøi obnovení výpoètu od 660. iterace program skonèí
s výjímkou
ArithmeticException Function does not accept
floating point Not-a-Number values.
Stane se tak v modulu QVolume, kdy¾ se konstruuje ètyøúhelníkový
koneèný objem z uzlù o indexech 390, 391, 400 a 401. Je to zpùsobeno
neurèitým výrazem Innity/Innity, který se následnì vyskytne ve vzorci
pro výpoèet støedového bodu dle Cramerova pravidla (viz 2, str. 14).
Chybu jsme neopravili.
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4. Formátu Exodus, který se v testech ukázal jako nejúspornìj¹í (viz
tabulka 2), mohla být vìnována vìt¹í pozornost. Mìlo by se prozkoumat,
jakou má tento binární formát strukturu, zda je vùbec nìkde k dispozici
dokumentace, zda existují generátory a konvertory, co dal¹í programy,
které by jej umìly naèíst, kde se v praxi pou¾ívá, atd. . .
5. Neodhlalili jsme, proè programy VisIt a Mayavi2 nenaètou testovací
soubory formátu PLOT3D, aèkoli jeho podporu avizují. Zkou¹eli jsme
více souborù tohoto formátu se stejným výsledkem, proto se domníváme,
¾e chyba musela být ve vizualizaèních modulech programù.
6. Pro program Mayavi2 jsme neprozkoumali naèítání dat, které by pøímo
generovaly pluginy Pythonu. Nebyly nahlédnuty rozdíly takového pøístupu
oproti prostému naèítání VTK souboru.
7. Èas naèítání odlo¾ené sítì typu Moving byl nasimulován nìkolikerým
naèítáním sítì typu NonFixed (viz 3.5.8), jeliko¾ byl pro odkládání
automatický pøevodMoving naNonFixed ji¾ implementován. Pro pøesné
hodnoty bychom museli v jednom pøípadì tuto konverzi vypnout a
v jendom zapnout. Pøi naèítání by pak taky nastalo takové podobné
rozdìlení: NonFixed naèítat z jednoho souboru, Moving navíc ze v¹ech
pøedchozích od zaèátku úlo¾i¹tì.
8. Modul pro transformaci dat z výpoèetní do gracké vrstvy, který máme
ve tøetím bodì zadání za úkol vytvoøit, není jeden celistvý. U¾ivatel
musí pro vizualizaci prùbìhu výpoètu vykonat dva kroky. Nejprv si
vygeneruje sí» z jejího obrazu v úlo¾i¹ti (objekt Repository), k èemu¾
pou¾ije námi naimplementované metody (viz 3.4.6). Poté sí» s daty
vizualizuje prostøednictvím tøíd, které ale ji¾ byly nedílnou souèástí
pùvodního programu a které zmiòujeme v kapitole 2.5.7.
9. Transformovaná data z výpoètu pro simulaci Huygensova principu se
v testu TestRepoSolutionTransformation z neznámého dùvodu nepodaøilo
vizualizovat. Exportujeme VTK soubor, který ale ¾ádný námi zmínìný
vizualizaèní software nenaètì. Transformovali jsme tedy data z jiného
výpoètu, u kterého naètení souboru fungovalo. Chybu jsme neodhalili.
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3.8 Dal¹í mo¾ná roz¹íøení
V této kapitole naznaèíme dal¹í mo¾ný vývoj na¹eho programu. Za vhodná
roz¹íøení pova¾ujeme:
1. GUI pro program. Mìlo by umo¾òovat :
(a) Výbìr MSH souboru sítì.
(b) Na základì zadaných parametrù generovat konguraèní soubor.
(c) Zobrazit obsah úlo¾i¹tì, odlo¾eného na disk, vybrat z nìj konkrétní
sí» a tu exportovat do VTK souboru. O úroveò slo¾itìj¹í by pak
bylo, mít mo¾nost vizualizovat sí» pøímo v na¹em programu. Sama
knihovna VTK by to nicménì umo¾òovala.
(d) Provádìt nad vypoètenou sítí øezy. V roz¹íøené verzi by mohlo
být také mo¾né generovat na základì takového výøezu je¹tì pøed
samotným výpoètem okrajové podmínky.
2. Data sítì ukládáme do XML souboru formátu VTK v textové ASCII
podobì (viz element <DataArray> v pøíloze C.3.2). U¹etøit více místa
na disku by bylo mo¾né, kdybychom tato data ukládali v binární nebo
komprimované podobì. Umo¾òuje toAppendedData sekce, na její¾ urèitý
oset odkazují jednotlivá datová pole (viz [11, str. 16]).
Stálo by tedy za to prozkoumat, zda VTK knihovna sama obsahuje
kodér, který do sekce pøidá zkomprimovaná data spolu se zmínìnými
osety.
3. Automatické odkládání úlo¾i¹tì na disk podle aktuální potøeby. Úlo¾i¹tì
bychom neodkládali na základì parametrù v konguraèním souboru,
nýbr¾ prostì ve chvíli, kdy dojde pamì». Vy¾adovalo by to detailnìj¹í
seznámení s fungováním Garbage Collectoru C#.
4. Paralelní výpoèet. Pokud je zapnuté odkládání, musí se nyní výpoèet
pøed odlo¾ením celého úlo¾i¹tì na disk zastavit. Kdyby v¹ak tento
pracoval v samostatném vláknì, mohl by pokraèovat i pøi procesu
odkládání. Pokud bychom napø. ukládali ka¾dou dvacátou iteraci, bylo
by dostatek èasu na to, aby úlo¾i¹tì bylo odlo¾ené, ne¾ výpoèet dobìhne
do následujícího bodu ulo¾ení12. Výpoèet by v¹ak také mohl odkládání
pøedbìhnout a musela by se tedy øe¹it synchronizace vláken.
12Jde o zjednodu¹enou formulaci!
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Kromì paralelizace odkládání by bylo zajímavé také prozkoumat, jak
by bylo mo¾no paralelizovat samotný výpoèet. Jak by mohla být plnì
vyu¾ita v¹echna jádra CPU a jak moc by se tím výpoèet urychlil.
5. Doposud jsme poèítali jen s dvojrozmìrnou sítí. Metoda koneèných
objemù v¹ak funguje na síti jakýchkoli rozmìrù. Pokud by to bylo
v praxi vyu¾itelné, mìlo by jít pomìrnì snadno implementovat i sí»
trojrozmìrnou.
6. Implementace øezu po køivce.
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4 Závìr
V teoretické èásti jsme ètenáøi pøedstavili fyzikální rovnice, které popisují
proudìní tekutin, a zpùsob jejich øe¹ení na síti koneèných objemù. Popsali
jsme dále metody, jak lze vypoètená data transformovat z koneèných objemù
na jednotlivé uzly a jak je posléze ze sítì extrahovat podél urèitého øezu.
Ètenáøe jsme seznámili s pùvodním stavem na¹eho programu, který tuto
metodu koneèných objemù implementoval. V realizaèní èásti jsme následnì
pro program navrhli a implementovali roz¹íøení o nový modul pro ulo¾ení a
transformaci dat do gracké podoby.
Díky úlo¾i¹ti máme po výpoètu k dispozici data ze v¹ech jeho iterací, a
to za minimálních pamì»ových a èasových nárokù. Úlo¾i¹tì operuje v pamìti
a na disku, podobným zpùsobem, jakým funguje v operaèních systémech
stránkování. Odkládání úlo¾i¹tì mù¾e probíhat ji¾ bìhem výpoètu, v jeho¾
konguraèním souboru nastaví u¾ivatel umístìní úlo¾i¹tì na disku a zvolí
velikost jeho souborù. Odlo¾ené úlo¾i¹tì o správné velikosti pak mù¾e napø.
zálohovat na CD, pøenést na jiné místo a znovu naèíst. Zde mù¾e výpoèet
provést s jinými parametry nebo jen z úlo¾i¹tì bez jakékoliv vazby na výpoèet
pouze naèíst konkrétní sí» a extrahovat pøíslu¹ná data. U¾ivateli jsme tím
umo¾nili reprodukovat proces výpoètu a zobrazit jakýkoliv jeho krok nebo
sérii krokù.
Pøedstavili jsme programy pro vizualizaci takovýchto dat a prozkoumali
formáty souborù, které podporují. Navzájem jsme porovnali jejich velikosti.
Pro export vypoètených dat z úlo¾i¹tì do gracké podoby jsme pou¾ili formát
VTK. Uvedli jsme, ve kterém vizualizaèním software lze sérii VTK souborù,
exportovaných z úlo¾i¹tì, pøehrávat jako animaci procesu výpoètu a generovat
video.
Kromì hotového øe¹ení jsme popsali i proces jeho vzniku a dále to, jaké
byly jiné mo¾nosti a proè se neosvìdèily. Sadou testù jsme provìøili jak
výsledná øe¹ení, tak i øe¹ení potenciální, a jejich porovnání v textu jsme opøeli
o konkrétní hodnoty. Modul pou¾ili pøi simulaci reálných problémù z pùvodní
verze programu. V¹echny pøípady u¾ití modulu jsme úspì¹nì otestovali a
práce tak splnila svùj úèel.
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LWA Linear Weighted Average
FVM Finite Volume Mesh
EFVM Explicit Finite Volume Mesh
FF FreeFem++




SWE Shallow Water Equation
VE Vortex Evolution
NACA National Advisory Committee for Aeronautics
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A U¾ivatelská pøíruèka
Námi navr¾ené a implementované tøídy pou¾ije programátor, který je také
u¾ivatelem. Program byl napsán v jazyce C# a po¾adovanou prerekvizitou
pro jeho kompilaci a spu¹tìní je tedy buï prostøedí .NET na platformì
Windows nebo multiplatformové Mono ([17]). Pro vývoj programu jsme pou¾ili
multiplatformní opensource IDEMonoDevelop([18]), které mù¾eme doporuèit
i u¾ivateli.
V nìm otevøeme soubor FVMSolver.sln13. Aplikace obsahuje sadu projektù,
z nich¾ je jediný spustitelný projekt Tests s hlavní tøídouMainClass v modulu
Main.cs. Zde je zakomentováno volání v¹ech testù programu, a¾ na sadu testù
na¹eho úlo¾i¹tì, která je umístìna v modulu RepositoryTests.cs ve stejnojmenné
tøídì. V její metodì PerformTests() jsou v¹echny dostupné testy vyjmenovány,
ale zakomentovány. Odkomentováním pøíslu¹ného øádku spustí u¾ivatel daný
test nebo sadu testù.
Testy k pøípadùm u¾ití jsme pro prostøedí Windows pøedkompilovali.
U¾ivatel je mù¾e ihned spustit z adresáøe bin/Debug projektu Tests.




B.1 Pùvodní stav programu
Obrázek 17: Diagram tøíd pùvodního programu
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B.2 Koneèný stav programu




[poèet uzlù] [poèet objemù] [poèet okrajových hran]
(uzly)
[x] [y] [index okrajové hrany] .... (uzel 1)
[x] [y] [index okrajové hrany] .... (uzel 2)
...
(objemy)
[uzel A] [uzel B] [uzel C] [index oblasti] .... (objem 1)
[uzel A] [uzel B] [uzel C] [index oblasti] .... (objem 2)
...
(okrajové hrany)
[uzel A] [uzel B] [index okrajové hrany]









9864 9863 9862 0
9863 9861 9860 0
9860 9862 9863 0
...













1 [x] [y] [z]





1 [typ] 2 0 [indexB] [uzel A] ([uzel B]) ([uzel C]) ([uzel D])









1 0 0 0
2 1 0 0





1 15 2 0 1 1
2 15 2 0 2 2
3 15 2 0 3 3
...
8 1 2 0 1 1 8
...





Pøedstavíme, jak bude vypadat reprezentace ètverce s dvìmi sadami dat.










Obrázek 19: Vizualizace dat MyData1 a MyData2 z VTK souboru
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C.3.1 Textová verze




5 POINTS 4 f l o a t
6  0.5  0.5 0 0 .5  0.5 0  0.5 0 .5 0
7 0 .5 0 .5 0
8 POLYGONS 1 5
9 4 0 1 3 2
10
11 POINT_DATA 4
12 SCALARS MyData1 f l o a t
13 LOOKUP_TABLE de f au l t
14 0 0 .5 0 .5 1
15 SCALARS MyData2 f l o a t
16 LOOKUP_TABLE de f au l t
17 0 0 1 1
Na øádku POINTS denujeme nejprve poèet uzlù a poté datový typ
souøadnic. O øádek ní¾ pak postupnì bet zalomení pro ka¾dý uzel
vypisujeme jeho souøadnice. Ty jsou trojrozmìrné, proto je tøetí slo¾ka v
na¹em pøípadì v¾dy 0. Index uzlu bude záviset na tom, v jakém poøadí je
zde uvedeme.
Na øádku POLYGONS denujeme poèet polygonù a jejich maximální
velikost. Ka¾dý dal¹í øádek pøedstavuje jeden polygon. První èíslo na øádku
udává poèet uzlù polygonu a zbylá èísla na øádku indexy tìchto uzlù.
Ka¾dá sekce SCALARS bude obsahovat data, denujeme nejdøíve jejich
název a datový typ. O øádek ní¾ defujeme pro data LOOKUP TABLE a
pod ní data samotná. Indexy jednotlivých prvkù budou indexy uzlù, ke
kterým uvedené hodnoty pøíslu¹ejí.
Pro detailní dokumentaci textové verze VTK odká¾eme na [11, str. 1-11].
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C.3.2 XML formát
V XML verzi na¹eho pøíkladu jsou analogické prvky, jako v textové.
Podrobnì jsou popsány v [11, str. 11-19].
1 <VTKFile type="PolyData" ve r s i on=" 0 .1 " byte o rde r=" -
Li t t l eEnd ian ">
2 <PolyData>
3 <Piece NumberOfPoints="4" NumberOfVerts="0"  -
NumberOfLines="0" NumberOfStrips="0" NumberOfPolys -
="1">
4 <PointData Sca l a r s="MyData1">
5 <DataArray type="Float32 " Name="MyData1" format=" -
a s c i i " RangeMin="0" RangeMax="1">
6 0 0 .5 0 .5 1
7 </DataArray>
8 <DataArray type="Float32 " Name="MyData2" format=" -
a s c i i " RangeMin="0" RangeMax="1">




13 <DataArray type="Float32 " Name="Points "  -
NumberOfComponents="3" format=" a s c i i " RangeMin -
="0.70710678119 " RangeMax="0.70710678119 ">




18 <DataArray type=" Int32 " Name=" conne c t i v i t y "  -
format=" a s c i i " RangeMin="0" RangeMax="3">
19 0 1 3 2
20 </DataArray>
21 <DataArray type=" Int32 " Name=" o f f s e t s " format=" -








C.4 Data pro program Gnuplot
0 25 0 0 1
0.5 25 0.01 0.5 1
1 25 0.02 1 1
1.5 25 0.03 1.5 1
...
14 25 0.28 14 1
14.5 25 0.29 14.5 1.12528367810693
15 25 0.3 15 4.72045484703153
15.5 25 0.31 15.5 9.15426147486154
16 25 0.32 16 10
16.5 25 0.33 16.5 10
...
48.5 25 0.97 48.5 1
49 25 0.98 49 1
49.5 25 0.99 49.5 1
50 25 1 50 1
Generujeme graf z prvního a pátého sloupce takovéhoto soubor:
plot 'C:ntmpnleftright height flat.txt' using 1:5
Obrázek 20: Vizualizace datového souboru programem Gnuplot
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D Konguraèní soubor výpoètu
1 <?xml ve r s i on=" 1 .0 " encoding="ISO 8859 1"?>
2 <c on f i g u r a t i on name="Test ing Conf igurat ion ">
3 <s o l v e r solvername="Defau l t " s o l v e r t ype=" e x p l i c i t ">
4 <f l u x>VS flux Swe</ f l u x>
5 < c f l> 0 .9 </ c f l>
6 <t imestep> 0 .01 </ t imestep>
7 <t ime l e v e l> 2 </ t ime l e v e l>
8 <maxi te rat ion> 1000 </maxi te rat ion>
9 <s t a r t t ime> 0 </ s t a r t t ime>
10 <stopt ime> 0 .1 </ stopt ime>
11 <i cquadra tureo rde r> 2</ i cquadra tureo rde r>
12 <steadystatenorm>1e 4</ steadystatenorm>
13 </ s o l v e r>




18 </ s o l u t i o n>
19 </ c on f i gu r a t i on>
Význam elementù je vìt¹inou jasný, a¾ na:
<ux> pou¾itý numerický tok
<timelevel> poèet pøedchozích iterací, které má iteraèní metoda pou¾ít
pro nové øe¹ení
<steadystatenorm> norma, pøi které je dosa¾en stacionární stav
Odká¾eme pøímo do XML souboru kongurace na komentáøe, které jsme
zde neuvedli.
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