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Abstrakt
Tato práce se zabývá monitorováním vybraných činností na přenosných mobilních zaříze-
ních s operačním systémem Android a následným zpracováním dat pomocí webové aplikace.
Těmito činnostmi jsou myšleny telefonní hovory, textové zprávy a lokace. Představuje exis-
tující aplikace, které k monitorování slouží. Dále obsahuje analýzu možností monitorování
vybraných činností na uvedených zařízeních. Zahrnuje také specifikaci, návrh, implemen-
taci, předvedení a testování nového systému určeného k monitorování činností a zpracování
dat.
Abstract
This paper deals with the monitoring of selected activities on portable mobile devices run-
ning Android and subsequent processing of data using a web application. Phone calls, text
messages and location are meant by these activities. It introduces an existing application
which serves to monitor. It also includes the analysis of monitoring capabilities of selected
activities on mentioned devices. Then it includes a specification, design, implementation,
demonstration and testing of a new system designed to monitoring activities and data
processing.
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Kapitola 1
Úvod
Mnoho osob a firem se v dnešní době snaží využít pokročilých informačních technologií
k monitorování operací prováděných s mobilním zařízením (mobilním telefonem, tabletem,
přenosným počítačem, . . . ). Zaznamenávané údaje totiž mohou sloužit jednak k informač-
ním účelům, například k zaznamenávání velikosti přenesených dat za určitý čas, počtu
textových zpráv, množství emailů apod. Také k získávání informací o vytížení vlastní pra-
covní doby (například u osob samostatně výdělečně činných) nebo pracovních dob svých
zaměstnanců (čas strávený na cestě, v kanceláři atd.). V neposlední řadě pak k optimalizaci
vykonávaných činností v rámci pracovní doby, k minimalizování finančních ztrát (například
odhalením nadměrného využívání přidělených prostředků, jako je automobil, mobilní tele-
fon apod.), k výpočtům hodnot mezd, fakturaci zákazníků, archivaci, nalezení odcizeného
či ztraceného zařízení (v případě monitorování změny lokace) atd. Jednou ze zmiňovaných
firem je i firma Agerit1, jejíž zaměstnanec Ing. Michal Strach je konzultantem práce.
K výše zmíněnému mohou sloužit tzv. monitorovací systémy. Teoreticky se jedná buď
o klasické aplikace, které jsou nainstalovány na monitorovaném mobilním zařízení, nebo
o aplikace typu klient-server (příklady jsou popsány v následující kapitole).
V prvním případě jsou požadované údaje zaznamenávány lokálně (ať už do databáze,
textového souboru, nebo jakkoliv jinak) a zobrazovány buď vlastní aplikací nebo jakoukoliv
jinou aplikací, která daný výstupní soubor, vzniknuvší při monitorování, umí zobrazit. Tento
typ monitorovacího systému je vhodný pro uživatele, kteří chtějí monitorovat
”
sami sebe“
a nepotřebují mít informace automaticky ukládané či vizualizované jinde než v daném
zařízení.
V případě druhém mohou být požadované údaje zaznamenávány, případně zobrazovány,
lokálně jako v případě prvním, ale především mohou být odeslány na server k dalšímu
zpracování (vyhodnocení, zobrazení apod.). Tyto typy monitorovacích systémů jsou vhodné
například pro zaměstnavatele, kteří chtějí mít stálou kontrolu nad zařízeními využívanými
jejich zaměstnanci. Nevýhodou je, že tyto aplikace mají typicky větší spotřebu energie a
datových paketů (obojí kvůli odesílání dat) než aplikace v případě prvním.
Tato diplomová práce se zabývá tvorbou (specifikací požadavků, návrhem, implementací
a testováním) zmíněného monitorovacího systému druhého typu. Jedná se tedy o aplikaci
typu klient-server sloužící k monitorování, zobrazování a vyhodnocování určitých uživatel-
ských akcí (telefonních hovorů, textových zpráv a navštívených lokací). Na rozdíl od jiných
aplikací neslouží ke
”
špehování“ uživatelů, ale ke spolupráci s uživateli (uživatel může zvolit,
zda je v pracovním nasazení, tudíž si přeje být monitorován atd.).
1http://www.agerit.cz
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Kapitola 2
Analýza existujících řešení
V této kapitole jsou uvedeny aplikace, které slouží k monitorování činnosti uživatele mo-
bilního zařízení s operačním systémem Android. Díky informacím o daných činnostech pak
mohou fungovat i jako nástroje pro evidenci práce (např. pokud je dané zařízení pracovním
nástrojem). Rozhodně se nejedná o všechny aplikace, které umožňují nějakým způsobem
uživatelské akce monitorovat (ty by vzhledem k počtu dostupných aplikací1 nebylo jedno-
duché najít, natož popsat).
Tyto aplikace jsou principiálně různé od aplikace popisované v textu (stejnou se ne-
podařilo nalézt), i když vlastní metody monitorování, jako je získávání lokace, informací
o telefonních hovorech a textových zprávách, jsou pravděpodobně stejné.
2.1 Mobistealth
Jedná se o klientskou aplikaci určenou pro většinu současně používaných mobilních ope-
račních systémů (Android, iOS, BlackBerry OS, Symbian a Windows Mobile) i pro systém
Microsoft Windows používaný na osobních počítačích. V mobilních zařízeních umožňuje
sledování lokací v reálném čase, telefonních hovorů (včetně nahrávání), textových zpráv
(včetně obsahu), procházení kontaktů, událostí v kalendáři, historii webového prohlížeče,
emailů, multimediálních souborů a ještě několik dalších funkcí, typicky dle zařízení, na
kterém je aplikace nainstalována.
Pro zobrazování zaznamenávaných dat slouží webový server – pro všechna zařízení na
účtu přihlášeného uživatele, na kterých je aplikace nainstalována. Uvedená zařízení je na
serveru možné spravovat – přidávat, odstraňovat, popř. upravovat jejich nastavení týkající
se monitorování. Ukázka rozhraní webového serveru aplikace je na obrázku 2.1.
Bohužel se nejedná o volně dostupnou aplikaci, nýbrž o aplikaci placenou (což je u apli-
kací tohoto typu a rozsahu typické), proto nebyla její funkčnost odzkoušena v reálném
prostředí (pouze na tzv. demo ukázkách).
Aplikace je dostupná2 pro každý operační systém odděleně a to v několika verzích dle
požadované funkčnosti monitorování. Jedná se o verze Lite, Pro a Pro-X v cenách 8$, 12$
a 17$ za měsíc3, případně za cenu na několik měsíců (kupodivu větší než počet měsíců krát
základní cena za jeden měsíc), maximálně však jeden rok.
1Více než 750000 aplikací (třetí čtvrtletí roku 2012).
2http://www.mobistealth.com
3Uvedené ceny byly platné k měsíci listopadu 2012.
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Obrázek 2.1: Webové rozhraní aplikace Mobistealth.
2.2 MobileMonitor
MobileMonitor4 je aplikace pro zařízení s operačním systémem Android nebo iOS primárně
určená pro monitorování potomků. Je ji však možné použít pro monitorování kohokoliv.
Umožňuje monitorovat historii volání, textové zprávy včetně obsahu, změnu lokace, pro-
cházet multimediální soubory, adresář, emaily, historii internetového prohlížeče a několik
dalších funkcí, opět dle daného operačního systému a jeho verze.
Pro zobrazování monitorovaných dat opět slouží program dostupný v prostředí webo-
vých stránek, kde je možné spravovat zařízení a prohlížet odpovídající data. Webová apli-
kace se jeví o něco svižnější než v předchozím případě u aplikace Mobistealth. Ukázka
zmíněné webové aplikace je na obrázku 2.2.
Obrázek 2.2: Webové rozhraní aplikace MobileMonitor.
Aplikaci je možné zdarma, s omezenou funkčností, vyzkoušet po dobu 24 hodin, což
je určitě vítanou možností před vlastním zakoupením. Po vypršení jednoho dne je pro
další používání aplikaci nutno zakoupit. Cena aplikace se pohybuje od 9.90$ na měsíc při
4http://www.mobilemonitor.com
4
pořízení na celý rok. Při kratší licenci se cena na jeden měsíc, na rozdíl od předcházejícího
případu, zvětšuje (například na 14.90$ na měsíc v tříměsíční licenci). Ceny jsou stejné pro
oba operační systémy a nejsou dále škálované dle funkčnosti aplikace (za danou cenu je
plná funkčnost).
Výše uvedené aplikace představují komplexní řešení pro monitorování osob pomocí mobil-
ního zařízení. Nabízí tedy skoro vše, co je možné monitorovat. Existují samozřejmě další
alternativy, ale ty fungují na podobném principu a obsahují podobnou funkčnost za podob-
nou cenu jako aplikace zmíněné (například aplikace Mobile-Spy5, HelloSpy6, TruSpy7).
Spousta dalších (většinou dostupné na Google Play8) například podporuje jen urči-
tou podmnožinu funkcí uvedených aplikací (příkladem budiž Call, GPS, SMS Tracker, OX
Mobile Spy, Real Time GPS Tracker, CellAgent, a další podobných názvu). Ty například
monitorují
”
pouze“ lokace, telefonní hovory, polohu, navštívené webové stránky apod, popř.
kombinují některé monitorovací funkce. Demo ukázka aplikace Call, GPS, SMS Tracker9,
která monitoruje hovory, zprávy a polohu dle uživatelského nastavení, je uvedena na ob-
rázku 2.3.
Obrázek 2.3: Klientská i serverová část aplikace Call, GPS, SMS Tracker.
Je tedy vidět, že monitorování činnosti uživatelů přenosných zařízení je aktuálním,
vyhledávaným a perspektivním tématem (například aplikace MobileMonitor byla stažena
již více než 70000 krát), a to nejen v oblasti řízení a správy podniku.
5http://www.mobile-spy.com
6http://hellospy.com/homepage.aspx
7http://www.truspy.net/homepage.aspx
8https://play.google.com/store
9http://www.mobitrackapps.com
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Kapitola 3
Použité technologie
Pro snadnější pochopení následujících kapitol a pro zachování vyšší přehlednosti jsou v této
kapitole uvedeny a stručně popsány (do takové míry, která odpovídá náročnosti následují-
cího textu) technologie použité při návrhu a implementaci systému, resp. jeho jednotlivých
částí a komunikace mezi nimi.
Celý systém je totiž principiálně rozdělen do dvou částí. Do klientské části (aplikace pro
mobilní zařízení) a serverové části (aplikace pro prostředí webu).
3.1 Klient
Jde o aplikaci běžící na mobilní zařízení s operačním systémem Android. Klasickým příkla-
dem takového zařízení je například mobilní telefon či tablet se zmíněným systémem.
Vývoj aplikací pro operační systém Android typicky probíhá ve vývojovém prostředí
Eclipse1. Jedná se o volně dostupné otevřené multiplatformní vývojové prostředí. Progra-
movacím jazykem je pak široce používaný, přenositelný jazyk Java2.
Důležitou částí potřebnou pro vývoj je pak Java Development Kit, tzv. JDK. Jedná se
o soubor základních nástrojů a knihoven pro vývoj aplikací v jazyce Java. Součástí JDK
je nástroj pro spuštění aplikací Java Runtime Environment (JRE), překladač, nástroj pro
ladění apod. JDK je samozřejmě volně dostupné3.
Další částí potřebnou pro vývoj pro OS Android je Android Software Development Kit,
tzv. Android SDK4, někdy označováno ADK. ADK poskytuje knihovny a vývojové nástroje
nezbytné pro vývoj, testování a ladění aplikací. Obsahuje také dokumentaci, příklady a
ukázkové aplikace a různé verze obrazu systému Android.
Poslední částí je zásuvný modul pro zmíněné vývojové prostředí Eclipse, tzv. ADT
plugin (Android Development Tools plugin). Ten je instalován přímo pomocí vývojového
prostředí Eclipse.
Jak bylo řečeno, samotné aplikace jsou pak vyvíjeny v programovacím jazyce Java s vy-
užitím knihoven a nástrojů z JDK a ADK. Aplikací jako takových může být několik typů.
Detaily viz zdroje [6, 39], ze kterých bylo dále čerpáno.
Prvním typem jsou aplikace běžící v popředí. Ty jsou užitečné jen v případě, když běží
v popředí a jejich činnost je efektivně pozastavena, přejdou-li do pozadí. Druhým typem
1http://www.eclipse.org
2http://www.java.com/en
3http://www.oracle.com/technetwork/java/javase/downloads/index.html
4http://developer.android.com/sdk/index.html
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jsou aplikace v pozadí, přičemž hlavní činnost těchto aplikací probíhá mimo aktuální běh
zařízení. Třetím typem jsou aplikace spojující obě předchozí varianty, tzn. aplikace běžící
v pozadí, které nějakým způsobem komunikují s uživatelem.
Každá aplikace pro OS Android se pak skládá z komponent (opět viz [6, 39]), tzv.
stavebních kamenů. Patří sem aktivity (activities, detailně viz [4]), služby (services, detailně
viz [11]), poskytovatelé obsahu (content providers, detailně viz [8]), všesměrové přijímače
(broadcast receivers, detailně viz [7]) a záměry (intents, detailně viz [9]). Každá komponenta
je stručně popsána níže, přičemž v popisu je čerpáno z uvedených zdrojů.
Aktivity Jedná se o základní vizuální komponentu reprezentující jednu obrazovku apli-
kace s uživatelským rozhraním. Jde tedy o dialogové okno, prostřednictvím kterého mohou
uživatelé s aplikací komunikovat. Typicky vyplňuje celou obrazovku aplikace, ale může
představovat i plovoucí dialog.
Aplikace je pak složena z několika aktivit (obrazovek), které jsou volně svázány mezi
sebou. Jedna aktivita bývá označena jako hlavní a je zobrazena uživateli ihned po spuštění
aplikace. Každá aktivita může spouštět další aktivity s cílem provádět různé další akce a
při spuštění jim předávat data. Při spuštění další aktivity je činnost aktivity stávající poza-
stavena a zachována na zásobníku, aby mohla být v budoucnu ve stejném stavu obnovena.
Aktivita jako taková má tzv. životní cyklus (viz obrázek 3.1, který je převzat z [4]),
který přesně definuje stavy, ve kterém se daná aktivita nachází, přechody mezi stavy a
události, které přechody mezi stavy vyvolávají.
Obrázek 3.1: Životní cyklus aktivity.
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V životním cyklu aktivity jsou také zobrazeny názvy celkem sedmi metod, volaných na
základě nějaké události, které jsou určené k vlastnímu řízení aktivity. Jedná se o metody
onCreate, onStart, onResume, onPause, onStop, onRestart a onDestroy. Kaž-
dou z těchto metod je možné ve vlastní aktivitě překrýt a doplnit jí vlastní implementací.
To, kdy je vyvoláno provedení každé z uvedených metod a v jakém stavu se pak daná
aktivita nachází, je znázorněno na obrázku 3.2, který je převzat z [2], kde jsou uvedeny
další informace k jednotlivým funkcím. Tento obrázek samozřejmě koresponduje s obrázkem
předchozím a má spíše upřesňující charakter.
Obrázek 3.2: Volání funkcí v rámci aktivity.
Služby Jsou to součásti aplikace, které mohou provádět (dlouhotrvající) operace na po-
zadí. Neposkytují uživateli grafické uživatelské rozhraní – služba tedy není vázána na gra-
fické rozhraní aplikace a podněty z něj získané, jako např. stisk tlačítka.
Služba může být spuštěna komponentou aplikace a i když uživatel přejde do aplikace
jiné, služba je stále aktivní na pozadí. Službu je navíc možné svázat s komponentou, komu-
nikovat s ní apod. Služba má podobně jako aktivita životní cyklus (resp. dva životní cykly,
dle toho jak je spravována), ten je převzat z [11] a zobrazen na obrázku 3.3.
Poskytovatelé obsahu Pracují s daty a zpřístupňují je pro další aplikace. Představují
způsob, jak sdílet data mezi všemi balíčky (aplikacemi) systému Android. Android jako
takový obsahuje poskytovatele obsahu pro běžné typy dat (audio, video, obrázky, zprávy,
hovory, . . . ).
Všesměrové přijímače Jsou to komponenty reagující na nějakou informaci (o změně
stavu) odeslanou v rámci celého systému. Mnoho informací o změně stavu je odesláno
přímo ze systému, jako např. změna stavu displeje, časového pásma, úrovně nabití baterie,
telefonního spojení apod.
Aplikace mohou také odesílat informace pro jiné aplikace, např. o úspěšně staženém sou-
boru apod. Všesměrové přijímače neobsahují uživatelské rozhraní (jsou aktivovány pouze se
změnou nějakého stavu), ale mohou zobrazovat informace uživateli např. pomocí stavového
řádku.
Záměry V podstatě se jedná o zprávu o operaci, kterou je třeba vykonat. Dalo by se říci,
že celý aplikační prostor sestává z aktivit a ze zpráv (záměrů) mezi nimi, přičemž nemusí
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Obrázek 3.3: Životní cyklus služby.
jít pouze o aktivity jedné aplikace. Obecně je to tedy složení činnosti, která se má vykonat,
parametru, nad kterým má být činnost vykonána a aplikace, která má tuto činnost provést.
Příkladem činnosti je např. odeslání textové zprávy, zobrazení internetové stránky apod.
Poslední důležitou částí je soubor informující operační systém o tom, jaké komponenty
jsou v aplikaci k dispozici. Tento soubor se jmenuje AndroidManifest (zkráceně Manifest).
Je to běžný XML5 soubor specifikující parametry aplikace (mimo zmíněné komponenty
např. název aplikace, verze, požadovaná práva, . . . ). Struktura souboru, seznam možných
elementů, atributů a dalších informací je dostupná v dokumentaci na stránce [5]. Z té jsou,
pokud není uvedeno jinak, čerpány informace týkající se Manifestu.
3.2 Server
Jedná se o aplikaci fungující v prostředí internetových stránek, tudíž nezávislá na operačním
systému. Typickým příkladem takové aplikace je libovolný informační systém, například
internetový obchod.
Aplikace fungující v prostředí webu (resp. informační systémy obecně) je možné vy-
tvářet pomocí několika technologií. Jedná se například o velmi rozšířený jazyk PHP6, ne
příliš známý systém Caché7, dnes poměrně rozšířenou a moderní technologii ASP.NET8
postavenou na jazyce C#9 a neméně moderní technologii Java EE10 postavenou na progra-
movacím jazyce Java. Zásadním rozdílem mezi jazykem PHP a ostatními technologiemi je
5http://www.w3.org/XML
6http://php.net
7http://www.intersystems.cz
8http://www.asp.net
9http://www.ecma-international.org/publications/standards/Ecma-334.htm
10http://www.oracle.com/technetwork/java/javaee/overview/index.html
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nemožnost využití objektového modelu dat, tzn. pracovat s daty v databázi jako s objekty
a jejich kolekcemi. V PHP je využit starší model dat, tzv. relační (prostředkem pro přístup
k databázi je dotaz).
Ze zmíněných technologií byla kvůli sjednocení programovací jazyka serverové i klientské
části vybrána technologie Java EE.
Vývoj informačního systému pomocí jazyka Java je možné v několika vývojových pro-
středích. Mezi nejznámější asi patří již dříve zmíněné prostředí Eclipse a stejně všestranné
multiplatformní prostředí NetBeans11. Důležitou součástí je samozřejmě některá z imple-
mentací Javy, resp. Java EE SDK a JDK představené již v popisu technologií klientské
části aplikace. Pro vlastní běh aplikací je pak ještě nutné použít některý z nabízených apli-
kačních serverů, např. JBoss12 či GlassFish13. Pro aplikace, které mají nějakým způsobem
komunikovat s databází (drtivá většina), je ještě nutné zajistit databázový server, např.
MySQL14 server.
Java EE jako taková je součást platformy Java, která je určena pro vývoj a provoz
podnikových aplikací a informačních systémů. Jde o standard pro využití Javy na serveru.
Základem pro Javu EE je Java SE15 (Java Standard Edition – standardní jazyk Java), nad
kterou jsou definovány součásti tvořící Javu EE.
Aplikace vytvářená dle standardu Java EE je dle [16] hierarchicky rozdělena do něko-
lika vrstev. První vrstvou je databázová vrstva, následují vrstvy spravované aplikačním
serverem, tj. business a webová vrstva, a poslední vrstva, klientská.
Databázová vrstva Tato vrstva bývá realizovaná tzv. Java Beans, které jsou využívány
jedním ze standardních Java EE API, konkrétně objektově orientovaným Java Persistence
API (zkráceně JPA).
Java Bean je dle specifikace (viz [31]) třída v jazyce Java, která je serializovatelná (imple-
mentuje rozhraní Serializable), obsahuje bezparametrický konstruktor a k vlastnostem
instance dané třídy se přistupuje pouze prostřednictvím tzv. getterů a setterů (viz 3.1).
Ukázka kódu 3.1: Vytvoření Java Beany
public class Person implements Serializable {
//UID serializace
private static final long serialVersionUID = 1L;
//Vlastnosti trˇı´dy
private int id;
private String fullname;
//...
//Gettery a settery
public int getId(){
return id;
}
public void setId(int id){
this.id = id;
}
//...
}
11https://netbeans.org
12http://www.jboss.org
13http://glassfish.java.net
14http://www.mysql.com
15http://www.oracle.com/technetwork/java/javase/overview/index.html
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JPA je objektově relační framework, který se na relační úrovni (pomocí Java Database
Conectivity API, zkráceně JDCA16) spojuje s databází a provádí mapování tabulek na
třídy (zmíněné Java Beans), přičemž detaily jsou upřesňovány anotacemi v definici dané
Java Bean (viz doplnění ukázky 3.1 v 3.2). Funkčnost JPA je implementována knihovnou,
např. EclipseLink17 či Hibernate18.
Ukázka kódu 3.2: Vytvoření entity persistence
@Entity
@Table(name=”Person”)
public class Person implements Serializable {
//UID serializace
private static final long serialVersionUID = 1L;
//Vlastnosti trˇı´dy
@Id
@Basic(optional = false)
@GeneratedValue(strategy = GenerationType.IDENTITY)
private int id;
@Basic(optional = false)
@Size(min = 1, max = 55)
private String fullname;
//...
//Gettery a settery
public int getId(){
return id;
}
public void setId(int id){
this.id = id;
}
//...
}
Business vrstva Potenciálně distribuovaná vrstva zajišťující chování aplikace spravo-
vaná aplikačním serverem. Toto chování aplikace je implementováno pomocí tzv. Enterprise
Java Bean (zkráceně EJB19, další ze standardních Java EE API), ve kterých je definováno
veřejné rozhraní pomocí kterého dochází ke vzdálenému volání funkcí.
Opět se jedná o Java Beans tak, jak byly definované výše. V rámci EJB probíhá práce
s objekty nižší databázové vrstvy – EJB tedy implementuje metody pro práci s perzistent-
ními daty. S těmi pracuje pomocí instance třídy tzv. EntityManageru. EJB jako takové
mohou být dvojího typu – takové, které udržují stav, označené anotací @Stateful a takové,
které stav neudržují, označené anotací @Stateless.
EJB je možné odděleně nasazovat na různé servery, proto může být celá vrstva aplikace
distribuovaná. EJB jsou provozovány v tzv. EJB kontejneru, který řídí vytváření a správu
instancí EJB a vykonávání transakcí. EJB kontejner bývá součástí Java EE aplikačního
serveru.
Webová vrstva Druhá z vrstev spravovaných aplikačním serverem, konkrétně jeho částí –
webovým kontejnerem, který může fungovat samostatně, bez aplikačního serveru (např.
16http://www.oracle.com/technetwork/java/javase/jdbc/index.html
17http://www.eclipse.org/eclipselink
18http://www.hibernate.org
19http://www.oracle.com/technetwork/java/javaee/ejb/index.html
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Tomcat20). Obsahuje dvě další vrstvy, kterými jsou Facelets21 a Java Server Faces, zkráceně
JSF22. Nad těmito vrstvami je možné dále používat různé nadstavbové knihovny, např.
RichFaces23, PrimeFaces24 atd. Stejně tak je možné použít jiný framework, např. Struts25
či Spring26.
Technologie Facelets je založena na XML. Jedná se o dynamické webové stránky, ob-
vykle XHTML27, postavené nad třídami implementujícími chování serveru (tzv. Servlety28).
Umožňují využívání předefinovaných značek (JSP Standard Tag Library, JSTL29) a defi-
nici vlastních knihoven značek. Ty vycházejí ze starší technologie, z tzv. Java Server Pages,
JSP30, a obsahují značky pro větvení, podmínky a cykly (JSTL Core), práci s řetězci (JSTL
Functions) atd. Další vlastností, která zůstává již od JSP, je možnost zpracovávání výrazů
v jazyce EL31 (Expretion Language).
Novinkou v této technologii je však především možnost šablonování komponent a strá-
nek. Šablony jsou zpracovány při překladu XHTML stránek na interní objektovou repre-
zentaci, nazývanou Facelet.
JSF je další ze standardních API fungující jako framework nad Facelets využívající
návrhového vzoru MVC32 (model-view-controller). Přičemž vrstva model odpovídá dato-
vým beanám, view pak JSTL a controller tzv. Backing Beans33, což jsou třídy obsahující
vlastnosti přístupné přes již dobře známé gettery a settery vázané na prvky uživatelského
rozhraní. Obsahuje také značky pro generování základních prvků uživatelského rozhraní a
řídící servltet pro řízení chování.
Klientská vrstva Poslední z vrstev je jen vrstva pro zobrazení výsledků u klienta. Ty-
picky se jedná o aplikaci nebo internetový prohlížeč.
3.3 Komunikační rozhraní
Aneb rozhraní mezi klientskou a serverovou částí aplikace, tj. způsob odesílání dat s mobil-
ního zařízení na server, je opět možné řešit více způsoby. Ty jsou závislé na tom, co dané
klientské zařízení umožňuje provádět a na limitech dané metody.
Jednou z možností je odesílání dat formou (SMS, MMS) zpráv, což se ovšem jeví jako
poměrně drahé a složité na straně serveru (server by musel mít nějaký GSM modul). Na
druhou stranu je tato možnost velmi spolehlivá a zabezpečená. Jako další možnost se jeví
využití některé z bezdrátových technologií. IrDA34 (infračervený port) není možné použít
díky dosahu jen pár desítek centimetrů, podobně i Bluetooth35 s dosahem pár desítek metrů
20http://tomcat.apache.org
21http://facelets.java.net
22http://www.oracle.com/technetwork/java/javaee/javaserverfaces-139869.html
23http://www.jboss.org/richfaces
24http://primefaces.org
25http://struts.apache.org
26http://www.springsource.org
27http://www.w3.org/TR/xhtml2
28http://www.oracle.com/technetwork/java/index-jsp-135475.html
29http://jstl.java.net
30http://www.oracle.com/technetwork/java/javaee/jsp/index.html
31http://docs.oracle.com/javaee/6/tutorial/doc/gjddd.html
32http://net.tutsplus.com/tutorials/other/mvc-for-noobs
33http://docs.oracle.com/javaee/5/tutorial/doc/bnaqm.html
34http://www.irda.org
35http://en.wikipedia.org/wiki/Bluetooth
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(i když by se minimalizovali náklady na odesílání dat). V podstatě zbývá pouze bezdrátové
internetové připojení, ať už WiFi či mobilní internet (GPRS36 apod.).
Pomocí internetového připojení je pak možné data odesílat například vkládáním do
HTTP požadavků, což je v mnoha případech nedostatečné (omezení odkazů, bezpečnost
apod) nebo elegantně pomocí platformně nezávislého aparátu, webových služeb.
Webové služby, detailněji popsány v [25, 30, 34], ze kterých je v textu čerpáno, jsou
nejznámější a nejpoužívanější technologií pro implementaci SOA (architektury orientované
na služby).
V SOA mohou služby poskytovat své prostředky cílovému spotřebiteli (v našem případě
klientská aplikace) nebo mezi sebou nějakým způsobem (kooperace, agregace, choreografie,
orchestrace) spolupracovat – služby pak komunikují zasíláním zpráv. Z vnějšího pohledu se
služby jeví jako bezstavové a jejich aktivita je vyvolána až s příchodem nějaké zprávy.
Konceptuální model SOA je zobrazen na obrázku 3.4. Obsahuje poskytovatele služeb, který
poskytuje službu dle daného popisu, spotřebitele služeb využívající danou službu a registr
služeb obsahující popisy služeb.
Obrázek 3.4: Komunikace mezi poskytovatelem a spotřebitelem v SOA.
Zmíněná technologie pro implementaci SOA, webové služby, jsou pak založeny na mnoha
standardech. Mezi nejhlavnější patří standard SOAP37 (Simple Object Access Protocol),
který tvoří základní vrstvu technologie webových služeb. SOAP patří do aplikační vrstvy
pětivrstvého TCP/IP modelu. Jedná se o bezstavový protokol nezávislý na ostatních proto-
kolech (např. protokolu komunikace, kterým je např. HTTP/HTTPS), založený na výměně
XML zpráv. Podporuje také několik typů volání funkcí služeb – nejznámější je RPC (Re-
mote Procedure Call) s různými druhy volání (notification, one way a request-response),
kdy jeden z účastníků působí v roli klienta a druhý v roli serveru. Také definuje strukturu
zprávy (hlaviček může být více a jsou nepovinné, stejně jako přílohy) – ta je zobrazena na
obrázku 3.5).
36http://www.etsi.org/index.php/technologies-clusters/technologies/mobile/gprs
37http://www.w3.org/TR/soap/
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Obrázek 3.5: Struktura SOAP zprávy.
Dalším standardem je WSDL38 (Web Service Description Language). Jak jeho název
napovídá, jedná se o jazyk pro popis webových služeb. Podobně jako SOAP využívá syntaxi
jazyka XML. Popis služby obsahuje informace o tom, jaké funkce poskytuje daná služba,
kde je daná služba uložena a jak může být s danou službou navázána komunikace. Klientský
program, který se pak k dané službě připojuje, umí číst WSDL popis dané služby, ze kterého
získá všechny potřebné informace.
38http://www.w3.org/TR/wsdl
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Kapitola 4
Analýza sledování činností
Kapitola se nejprve věnuje základním otázkám legislativy při sledování vybraných činností
na mobilních zařízení u zaměstnanců (mnohem detailněji je tato problematika popsána
v odkazovaných článcích, které by měly sloužit pro doplnění a upřesnění informací a ze
kterých je čerpáno v rámci celé podkapitoly). Poté postupně popisuje, jak je možné na
mobilním zařízení s operačním systémem Android provádět monitorování některých (vy-
braných) činností. Konkrétně se zaměřuje na činnosti, které jsou monitorovány v klientské
části aplikace – lokace, telefonní hovory a textové zprávy. Samozřejmě to není to jediné, co
je možné monitorovat (další možnosti jsou nastíněny v kapitole 2 u existujících řešení), ale
jedná se o teoreticky relevantní informace, které mohou sloužit například k analýze pracovní
doby.
4.1 Legislativa
V českém právním řádu je úprava ochrany lidských práv a svobod zakotvena v Listině
základních práv a svobod, která je součástí ústavního pořádku. Ta každému zaručuje právo
na ochranu před neoprávněným shromažďováním, zveřejňováním nebo jiným zneužíváním
údajů o své osobě.
O výše i níže zmíněném se mimo jiné zmiňuje článek [21], který pojednává o čl. 13,
Listiny základních práv a svobod, který se vztahuje na ochranu listovního tajemství za-
městnance, zaručující ochranu tajemství listin a jiných písemností a záznamů, ať již ucho-
vávaných, nebo zasílaných poštou anebo jiným způsobem. Stejně tak zaručuje i tajemství
zpráv podávaných telefonem, telegrafem nebo jiným podobným zařízením.
Za listovní tajemství, včetně tajemství zpráv podávaných technickými prostředky (te-
lefonem či jinými elektronickými prostředky), je považován nejen vlastní obsah veškerých
zpráv a záznamů (telefonické, elektronické aj.), ale také veškeré související údaje (např.
o volaných číslech, datu a čase hovoru, době jeho trvání, informace o lokalizaci prostředků
zajišťujících hovor apod.), které jsou považovány ze nedílnou součást tohoto obsahu.
V článku je také uvedeno, že je za účelem kontroly zaměstnanců možné (v některých
případech dokonce povinné), např. v souvislosti s výkonem práce a ochranou majetku za-
městnavatele, což může být jedno z použití systému pro monitorování, provádět kontrolu
zda zaměstnanec plní své úkony tak, aby nedocházelo ke škodám (například kvůli neo-
právněnému využití přidělených prostředků). I při provádění všech těchto kontrol zaměst-
nance musí být samozřejmě respektována lidská důstojnost, což je ovšem myšleno především
u osobních prohlídek, které se monitorovacích systémů v žádném případě netýkají. Důležité
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také je, že tyto kontroly nemusí provádět zaměstnavatel přímo, ale prostřednictvím jiných
firem na základě smluvního vztahu.
Pokračování článku [21], resp. jeho druhá část [22] pojednává o základním pravidlu
získávání údajů (monitorování) od svých zaměstnanců, podle něhož pro pracovněprávní
účely mohou zaměstnavatelé shromažďovat pouze takové údaje o zaměstnancích, které mají
příčinný vztah k pracovněprávnímu vztahu uzavíranému se zaměstnancem. To mohou být
právě telefonní hovory, textové zprávy či umístění.
Shromažďováním osobních údajů pro pracovněprávní účely se přitom rozumí záměrná
systematická činnost zaměstnavatele směřující k získání potřebných údajů a informací za
účelem jejich dalšího uložení např. do databáze uložené na nosiči informací, kterým může být
např. disk nějakého serveru (obecně počítače). Zpracováním osobních údajů se pak rozumí
jakákoli systematická činnost a manipulace s údaji – archivace, třídění a kombinování, jakož
i jejich znepřístupnění a likvidace.
K jejich shromažďování však musí dát zaměstnanec souhlas. Jakmile pracovněprávní
vztah skončí, je zaměstnavatel ve většině případů povinen všechny záznamy osobních údajů
zlikvidovat, neboť účel, pro který byly shromažďovány, pominul. Dále zaměstnanec musí
vědět o údajích o něm shromažďovaných, a proto je vyloučeno tyto údaje zaměstnanci tajit.
Zpracovávat k jinému účelu lze osobní údaj jen tehdy, jestliže k tomu dal zaměstnanec
souhlas.
Zaměstnavatel přitom musí zaměstnance informovat (pokud již nejsou zaměstnanci in-
formace dostatečně známy) o tom, v jakém rozsahu a pro jaký účel budou jeho osobní údaje
zpracovávány. Také kdo a jakým způsobem bude jeho osobní údaje zpracovávat – zda přímo
zaměstnavatel nebo i zpracovatel – tj. např.externí firma, se kterou má zaměstnavatel uza-
vřenou smlouvu. Dále o jeho právu přístupu k osobním údajům, které mu náleží, a o právu
na jejich ochranu. Zaměstnanec musí být také informován o tom, komu mohou být jeho
osobní údaje zpřístupněny.
Také platí, že zaměstnavatel, který osobní údaje se souhlasem zaměstnanců shromaž-
ďuje pro jejich okamžité či pozdější zpracování, určuje účel a prostředky tohoto zpracování
a samozřejmě odpovídá za jejich ochranu – je označován jako správce osobních údajů. Za-
městnavatel je dále povinen přijmout taková opatření, aby nemohlo dojít k neoprávněnému
nebo nahodilému přístupu třetích osob k těmto informacím (například je povinen chránit
tyto údaje přístupovým heslem apod.).
V případě, že zaměstnanec zjistí, že došlo k porušení povinností ve vztahu k ochraně
informací a jeho osobě, má právo se obrátit na příslušné úřady a požadovat zdržení se dalšího
protiprávního jednání, odstranění závad a poskytnutí omluvy nebo jiného zadostiučinění.
Dožadovat se provedení opravy, zablokování či likvidaci údajů. Popř. zaplacení peněžité
náhrady, pokud by tímto porušením povinností byla vážně narušena jeho lidská důstojnost,
čest, dobrá pověst nebo právo na ochranu jména.
4.2 Změna lokace
Pro přístup k lokačnímu systému mobilního zařízení a k základní spolupráci s ním je prin-
cipiálně nutné provést několik kroků. Detailnější popis i ukázky kódů viz [1].
V prvé řadě je nutné vytvořit třídu, která implementuje rozhraní LocationListener1,
tzn. implementovat metody, které dané rozhraní obsahuje (viz ukázka kódu 4.1). Zmíněné
metody, společně s jejich významem, jsou následující.
1http://developer.android.com/reference/android/location/LocationListener.html
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• onLocationChanged – metoda, která je volaná při každé změně lokace daného za-
řízení. Parametrem je objekt třídy Location2 obsahující informace o nové lokaci
(souřadnice, přesnost, čas, rychlost, poskytovatel, . . . ) a metody pro práci s danou
lokací (převody mezi datovými typy, výpočet vzdálenosti od jiné lokace a podobně).
• onStatusChanged – signalizuje změnu stavu některého z poskytovatelů lokace (viz
níže). Prvním parametrem je řetězec identifikující poskytovatele, druhý parametr
udává aktuální stav (OUT OF SERVICE – mimo provoz, TEMPORARY UNAVAILABLE –
dočasně nedostupný, AVAILABLE – dostupný) a třetí parametr, což je objekt třídy
Bundle3, obsahuje specifické proměnné ohledně statusu daného poskytovatele, kte-
rého se změna stavu týká.
• onProviderEnabled – udává, že je daný poskytovatel (jehož název je předán para-
metrem) povolen uživatelem.
• onProviderDisabled – metoda inverzní k metodě předchozí, tzn. udává, že posky-
tovatel, jehož název je uveden v parametru metody, není povolen uživatelem.
Ukázka kódu 4.1: Vytvoření třídy implementující rozhraní LocationListener
public final class LocationMonitor implements LocationListener {
@Override
public void onStatusChanged(String provider, int status, Bundle ext) {
//Zmeˇna stavu poskytovatele
}
@Override
public void onProviderEnabled(String provider) {
//Povolenı´ poskytovatele
}
@Override
public void onProviderDisabled(String provider) {
//Zaka´za´nı´ poskytovatele
}
@Override
public void onLocationChanged(Location location) {
//Zmeˇna lokace
}
}
Dalším krokem je vytvoření instance třídy LocationManager4, která poskytuje vlastní
přístup k lokační službě poskytované operačním systémem. Právě tato služba umožňuje apli-
kaci přijímat informace o změně lokace daného zařízení. Protože se ale jedná o službu po-
skytovanou operačním systémem, není možné její instanci vytvořit standardním způsobem
(pomocí operátoru new), nýbrž funkcí getSystemService, volanou v rámci aktuálního
kontextu s parametrem LOCATION SERVICE. Návratovou hodnotu je pak třeba přetypo-
vat na požadovaný LocationManager – návratová hodnota funkce je totiž, pro obecnost
použití, instancí třídy Object5.
2http://developer.android.com/reference/android/location/Location.html
3http://developer.android.com/reference/android/os/Bundle.html
4http://developer.android.com/reference/android/location/LocationManager.html
5http://developer.android.com/reference/java/lang/Object.html
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Následuje vlastní registrace poskytovatelů lokace pomocí metody vytvořené instance
třídy LocationManager, requestLocationUpdates, která přijímá následující para-
metry (v jedné z variant, metoda je několikrát přetížena).
Prvním je identifikace poskytovatele (NETWORK PROVIDER nebo GPS PROVIDER), druhý
parametr udává minimální požadovanou časovou odchylku mezi dvěma změnami lokace,
třetí pak minimální vzdálenost mezi dvěma změnami lokace a poslední je instance výše
popsané třídy implementující rozhraní LocationListener.
Především druhý parametr, tj. minimální časová odchylka mezi dvěma změnami lokace,
se výrazně podepisuje na výdrži baterie zařízení. Zařízení se totiž nesnaží monitorovat
lokaci, dokud daný čas neuplyne, čímž šetří energii.
Registrovaní poskytovatelé, kteří jsou identifikováni proměnnými NETWORK PROVIDER
a GPS PROVIDER se liší způsobem, jakým danou lokaci získávají. NETWORK PROVIDER vy-
užívá stanice sítě GSM, tzv. BTS (více o architektuře sítě GSM viz kniha [35]) a přístupové
body do bezdrátových WiFi sítí (tzv. AP, opět více v [35]). GPS PROVIDER pak pomocí
satelitů využívanými systémem GPS (základní informace například v knize [14]).
Výše zmíněné, týkající se daného kroku je zjednodušeně znázorněno v ukázce kódu 4.2
níže.
Ukázka kódu 4.2: Registrace GPS poskytovatele pro detekci změny lokace
//Instance trˇı´dy pro pra´ci s lokacˇnı´m syste´mem
LocationManager mgr = (LocationManager)getSystemService(LOCATION_SERVICE);
//Pouzˇitı´ drˇı´ve vytvorˇene´ trˇı´dy
LocationListener listener = new LocationMonitor();
//Registrace poskytovatele
String provider = LocationManager.GPS_PROVIDER;
mgr.requestLocationUpdates(provider, minTime, minDistance, listener);
Třetím krokem ke spolupráci s lokačním systémem je přidání oprávnění k jeho používání
do manifestu aplikace. Pokud je v aplikaci použit poskytovatel NETWORK PROVIDER, dosta-
čuje oprávnění pojmenované ACCESS COARSE LOCATION. Pokud je však (a to ať už v kom-
binaci s předešlým poskytovatelem, nebo samostatně) použit GPS PROVIDER, tak je nutné
použít oprávnění ACCESS FINE LOCATION, které implikuje ACCESS COARSE LOCATION.
Tato i všechna další oprávnění jsou uvedena a popsána na internetové stránce [10]. Blok
kódu, který je pak vkládán do kořenového elementu manifestu je pak následující (viz 4.3).
Ukázka kódu 4.3: Vložení práv do manifestu pro práci s lokačním systémem
<!-- V prˇı´padeˇ pouzˇitı´ GPS providera -->
<uses-permission android:name=”android.permission.ACCESS_FINE_LOCATION” />
<!-- V prˇı´padeˇ pouzˇitı´ NETWORK providera -->
<uses-permission android:name=”android.permission.ACCESS_COARSE_LOCATION” />
Posledním krokem je úklid, to jest odregistrování
”
zasílání“ změn lokace od všech pro-
viderů. To se také provede jednou z metod objektu třídy LocationManager, konkrétně
removeUpdates, jejíž jediný parametr je tatáž instance třídy LocationListener, pro
kterou byly požadavky registrovány (dříve, funkcí requestLocationUpdates).
K vlastnímu provozu, tzn. k využívání dodávaných informací o lokaci, se pak váže již
jednou zmíněná správa spotřeby energie. Na internetové stránce [12] jsou přímo uvedeny
některé scénáře, jak zvýšit výdrž energie na maximum. Stránka obsahuje také příklady a
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text, ze kterého bylo čerpáno v rámci kapitoly. Mezi další zdroje, mimo specifikace jednot-
livých tříd, patřila kniha [19], kde je příklad použití a některé zde nepopisované funkce.
4.3 Telefonní hovory
Co se týče monitorování telefonních hovorů, jakožto určitý typ asynchronních událostí, které
mohou být v zařízení vyvolány, tak je možné praktikovat více přístupů.
První spočívá ve využití třídy PhoneStateListener6, pomocí které, jak její název
napovídá, je možné poslouchat stav mobilního telefonu. Stavem je myšleno vše od stavu
signálu, přes stav telefonního hovoru, datových přenosů apod.
Použití třídy PhoneStateListener je nastíněno v knize [15], detailněji pak předve-
deno v [18] a na internetové stránce [33]. Spočívá ve vytvoření vlastní třídy, která zmíněnou
třídu dědí a minimálně v překrytí metody onCallStateListener, která je vyvolána
právě po změně stavu některé dané vlastnosti telefonu.
Metoda onCallStateListener přijímá dva parametry. Prvním je stav telefonu, což
je celočíselná proměnná nabývající hodnotu jedné z několika celočíselných konstant. Mezi
konstantami jsou pak, pro sledování stavu telefonního hovoru, zajímavé následující. Pomocí
jejich posloupnosti je pak možné detekovat
”
směr“ hovoru.
• CALL STATE IDLE – značí výchozí, klidový stav telefonu, do kterého se telefon do-
stane například po ukončení hovoru.
• CALL STATE RINGING – stav, který je aktivován při vyzvánění telefonu, tzn. při pří-
chozím hovoru.
• CALL STATE OFHOOK – značí
”
zvednutí sluchátka“, tj. přijetí hovoru příchozího nebo
vykonání hovoru odchozího.
Druhým parametrem metody je řetězec s číslem, ze kterého je voláno. Ukázková imple-
mentace takové třídy je znázorněna v ukázce kódu 4.4 níže.
Ukázka kódu 4.4: Vytvoření třídy pro monitorování stavu hovoru
public final class CallsStateMonitor extends PhoneStateListener {
@Override
public void onCallStateListener(int state, String incomingNumber) {
//Reakce na dany´ stav
if(state == TelephonyManager.CALL_STATE_IDLE) {
//Klidovy´ stav
}
else if(state == TelephonyManager.CALL_STATE_OFFHOOK) {
//Zvednutı´ slucha´tka
}
else if(state == TelephonyManager.CALL_STATE_RINGING) {
//Vyzva´neˇnı´ telefonu
}
}
}
6http://developer.android.com/reference/android/telephony/PhoneStateListener.html
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Problém ovšem nastává při pokusu získání odchozího čísla. To není jednoduše možné – je
nutné použít další mechanismy, jako načtení čísla ze seznamu hovorů apod. Stejný problém
nastává se zjištěním dalších informací o hovoru, které nejsou v dané funkci jednoduše do-
stupné.
Pro zmíněné vlastní monitorování stavu hovoru (tzn. pro využití dříve vytvořené třídy)
je pak nutné vytvořit instanci třídy TelephonyManager7. To ovšem, podobně jako u dříve
zmíněné třídy LocationManager, není možné přímo, ale pouze pomocí uvedené me-
tody getSystemService volané v rámci aktuálního kontextu, tentokrát s parametrem
TELEPHONY SERVICE. Návratovou hodnotu je pak opět nutné přetypovat, tentokrát na
požadovaný TelephonyManager. Návodem budiž ukázka kódu 4.5.
Ukázka kódu 4.5: Použití třídy pro monitorování stavu hovorů
//Instance trˇı´dy pro pra´ci s telefonem
TelephonyManager tm = (TelephonyManager)getSystemService(TELEPHONY_SERVICE);
//Pouzˇitı´ drˇı´ve vytvorˇene´ trˇı´dy
CallsStateMonitor monitor = new CallsStateMonitor();
tm.listen(monitor, PhoneStateListener.LISTEN_CALL_STATE);
Druhý z přístupů je založen na použití třídy BroadcastReceiver8, resp. ve vytvoření
dvou uživatelských tříd. Jedna slouží pro monitorování příchozích hovorů, druhá pro mo-
nitorování odchozích hovorů (teoreticky by bylo možné obojí řešit v rámci jedné třídy).
Zmíněné třídy pak třídu BroadcastReceiver dědí.
Akce na které může přijímač reagovat vychází ze třídy Intent9. Příklad jak danou
třídu použít je v ukázkových zdrojových kódech na [24], další příklady včetně popisů pak
v knihách [19, 27]. Z uvedených zdrojů bylo čerpáno dále při analýze a v ukázce kódu 4.6
znázorňující, jak dané třídy vytvořit.
Aby byla reakce na změnu stavu telefonu funkční, tak je nutné ve vytvořených uživatel-
ských třídách implementovat tělo metody onReceive. Metoda má dva parametry. První je
kontext aplikace (proměnná třídy Context10). Druhý pak proměnná třídy Intent, která
obsahuje informace o dané události, kvůli které byla metoda onReceive vyvolána.
Ukázka kódu 4.6: Vytvoření všesměrových přijímačů pro monitorování hovorů
public final class IncomingCallReceiver extends BroadcastReceiver {
@Override
public void onReceive(Context context, Intent intent) {
//Dodatecˇne´ informace - prˇi prˇı´chozı´m hovoru naprˇ. stav telefonu ...
String extra = TelephonyManager.EXTRA_STATE;
String state = intent.getExtras().getString(extra);
if(state.equalsIgnoreCase(TelephonyManager.EXTRA_STATE_RINGING)) {
String key = TelephonyManager.EXTRA_INCOMING_NUMBER;
String phoneNumber = intent.getExtras().getString(key);
//Zpracova´nı´ prˇı´chozı´ho hovoru z dane´ho cˇı´sla
}
}
}
7http://developer.android.com/reference/android/telephony/TelephonyManager.html
8http://developer.android.com/reference/android/content/BroadcastReceiver.html
9http://developer.android.com/reference/android/content/Intent.html
10http://developer.android.com/reference/android/content/Context.html
20
public class OutgoingCallReceiver extends BroadcastReceiver {
@Override
public void onReceive(Context context, Intent intent) {
//Dodatecˇne´ informace - prˇi odchozı´m hovoru naprˇ. cˇı´slo ...
String extra = Intent.EXTRA_PHONE_NUMBER;
String phoneNumber = intent.getExtras().getString(extra);
//Zpracova´nı´ odchozı´ho hovoru na dane´ cˇı´slo
}
}
Dále je nutné do manifestu doplnit na jaký stav budou zmíněné uživatelské třídy reago-
vat. U první, sloužící pro monitorování příchozích hovorů, to musí být změna stavu telefonu,
tzn. oprávnění PHONE STATE. Pak je ve druhém parametru metody onReceive obsažena
doplňková informace o jaký stav telefonu se jedná. Pokud jde to stav EXTRA STATE RINGING,
což je konstanta třídy TelephonyManager, tak se jedná o příchozí hovor.
U druhé třídy, sloužící pro monitorování odchozích hovorů, se jedná o NEW OUTGOING CALL
reprezentující odchozí volání. Pak je ze druhého parametru funkce onRecieve možné zís-
kat volané číslo.
Ukázkový zápis oprávnění do manifestu je opět v ukázce kódu, tentokrát s číslem 4.7.
Ukázka kódu 4.7: Vložení práv do manifestu pro příjem určitého všesměrového vysílání
<!-- Pro prˇı´chozı´ hovory -->
<uses-permission android:name=”android.permission.READ_PHONE_STATE”/>
<!-- Pro odchozı´ hovory -->
<uses-permission android:name=”android.permission.PROCESS_OUTGOING_CALLS”/>
Všechny další informace, relevantní k příchozím (zahrnující také zmeškané hovory) a
odchozím hovorům je nutné získávat dodatečně dalšími technikami.
Třetí, zdá se nejlepší možností (především z hlediska získávání informací k hovoru,
přesnosti měření jeho délky aj.), je použití třídy ContentObserver11, tzn. vytvoření
uživatelské třídy, která uvedenou třídu ContentObserver dědí. V takto vytvořené třídě
je pak možné reagovat na nějakou změnu obsahu telefonu, například seznamu hovorů.
To jak třídu ContentObserver využít je popsáno v knize [29] a na stránce [32].
Konkrétní případ použití, který se týká přímo reakce na změnu seznamu hovorů, pak na
[38], ze kterého vychází ukázka kódu 4.8 uvedená dále.
Pro využití vytvořené třídy pro monitorování seznamu hovorů je nutné ve zmíněné
uživatelské třídě překrýt vlastní implementací metodu onChange. Metoda obsahuje je-
den parametr typu boolean, který udává
”
původ“ změny – parametr není dále využíván.
Metoda onChange je volána právě když dojde ke změně vybraného obsahu.
Ukázka kódu 4.8: Vytvoření observeru pro monitorování hovorů
private final class CallMonitor extends ContentObserver {
//Minima´lnı´ povinny´ konstruktor
public CallMonitor(Handler handler, Context context) {
super(handler);
}
11http://developer.android.com/reference/android/database/ContentObserver.html
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@Override
public void onChange(boolean selfChange) {
super.onChange(selfChange);
//Zpracova´nı´ nove´ho za´znamu v seznamu hovoru˚ (hovoru)
}
}
To, na jaké změny chceme reagovat se určí při registraci proměnné (viz ukázka kódu
4.9), která je typu vytvořené uživatelské třídy (děděné ze třídy ContentObserver).
Registrace je prováděna metodou registerContentObserver v rámci objektu třídy
ContentResolver. Metoda akceptuje tři parametry. První je typu Uri12, identifikující
obsah, který chceme sledovat. Pro seznam hovorů je Uri vytvořen metodou Uri.parse
s parametrem (textovým řetězcem) content://call log/calls. Druhý parametr, typu
boolean, udává zda má být metoda onChange vyvolána i v případě, když dojde ke změně
v rámci některého z potomků uvedeného identifikátoru. Třetí parametr je zmíněná pro-
měnná typu vytvořené uživatelské třídy.
Ukázka kódu 4.9: Registrace vytvořeného observeru pro monitorování hovorů
//Zı´ska´nı´ content resolveru
ContentResolver resolver = getContentResolver();
//Pouzˇitı´ drˇı´ve vytvorˇene´ trˇı´dy
CallMonitor monitor = new CallMonitor(new Handler(), this);
//Registrace vlastniho observeru
Uri callUri = Uri.parse(”content://call_log/calls”);
resolver.registrContentObserver(callUri, true, monitor);
Po ukončení práce se zmíněnou proměnnou typu vytvořené uživatelské třídy je s ní nutné
(proměnná figuruje jako jediný parametr) zavolat metodu unregisterContentObserver,
která, jak její název napovídá, danou proměnnou typu ContentObserver odregistruje.
Tato metoda je podobně jako metoda registerContentObserver volána v rámci ob-
jektu třídy ContentResolver13. Pro úplnost opět viz krátká ukázka kódu 4.10;
Ukázka kódu 4.10: Zrušení registrace vytvořeného observeru pro monitorování hovorů
//Zrusˇenı´ registrace observeru (stejne´ objekty, jako prˇi registraci)
resolver.unregistrContentObserver(monitor);
Jak bylo řečeno a ukázáno, metody register i unregisterContentObserver jsou
volány v rámci objektu třídy ContentResolver. Jedná se o třídu, díky které je možné
z aplikací přistupovat k uloženému obsahu (obecný popis poskytovatelů obsahu viz [8], další
informace, včetně případů použití, pak v knize [23]) aplikací jiných (např. ke kontaktům
či událostem kalendáře apod.). Ten je vytvořen metodou getContentResolver volanou
v rámci aktuálního kontextu, jejíž návratová hodnota je právě typu ContentResolver.
Metoda nepřijímá žádný parametr.
Detaily k danému hovoru jsou pak získávány z položky uložené do seznamu hovorů.
V podstatě se jedná o záznam tabulky (jeden záznam odpovídá detailům jedné položky),
12http://developer.android.com/reference/android/net/Uri.html
13http://developer.android.com/reference/android/content/ContentResolver.html
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který obsahuje sloupce jako typ hovoru, jméno, telefonní číslo, aj. (více informací včetně
dalších údajů viz [13]).
K jednotlivým záznamům tabulky je pak možný přístup pomocí metody query, což je
metoda volaná v rámci proměnné typu ContentResolver, jejíž vytvoření bylo popsáno
výše. Metoda opět obsahuje identifikátor typu Uri a několik dalších parametrů, pomocí
kterých je vytvářen dotaz do databáze. Navrací pak objekt třídy Cursor14, což je třída pro
přístup k hodnotám, které jsou na dotaz navráceny z databáze. Příklady použití třídy jsou
dostupné všude tam, kde se nějakým způsobem pracuje s databází (například v knize [28], či
[39] a v ukázce 4.11 ). Hodnoty sloupců z prvního záznamu pak odpovídají poslední uložené
položce do seznamu hovorů, tzn. odpovídají aktuálně uskutečněnému hovoru, případně
pokusu o něj.
Ukázka kódu 4.11: Ukázka databázového dotazu do tabulky seznamu hovorů
//Opeˇt pouzˇitı´ jizˇ existujı´cı´ho objektu trˇı´dy ContentResolver
Uri callUri = Uri.parse(”content://call_log/calls”);
String sortOrder = CallLog.Calls.DATE + ” DESC LIMIT 1”;
Cursor c = resolver.query(Uri, null, null, null, sortOrder);
Také je nutné přidat do manifestu odpovídající oprávnění (viz 4.12), tzn. oprávnění pro
čtení kontaktů –READ CONTACTS a oprávnění READ CALL LOG pro čtení seznamu hovorů.
Ukázka kódu 4.12: Vložení práv do manifestu pro čtení kontaktů a seznamu hovorů
<!-- Pro cˇtenı´ kontaktu˚ -->
<uses-permission android:name=”android.permission.READ_CONTACTS”/>
<!-- Pro cˇtenı´ seznamu hovoru˚ -->
<uses-permission android:name=”android.permission.READ_CALL_LOG”/>
4.4 Textové zprávy
K získávání informací o textových zprávách (typ, příjemce či odesílatel, čas odeslání či
přijetí) je použit podobný přístup jako ve třetí, zdá se nejlepší, analyzované variantě pro
monitorování telefonních hovorů. Obě techniky monitorování jsou tedy založeny na stejných
třídách a stejných ukázkách kódu, tudíž jsou jednotné.
Technika je tedy založena na již představené třídě ContentObserver, ze které vy-
chází (dědí ji) uživatelská třída sloužící k monitorování textových zpráv. V takto vytvořené
uživatelské třídě je opět nutné překrýt metodu onChange, která byla také popsána výše.
Ta je opět vyvolána, dojde-li ke změně nějakého obsahu telefonu, v tomto případě seznamu
zpráv.
To, že má třída reagovat na změny v seznamu zpráv, je nutné, podobně jako u reakce na
změny v seznamu hovorů výše, určit při registraci vytvořené uživatelské třídy. Registrace i
případná odregistrace se provádí naprosto stejně jako v předchozím případě. Pomocí stej-
ných funkcí (registerContentObserver, unregisterContentObserver) volaných
v rámci objektu stejné třídy (ContentResolver). Jediným rozdílem je, že vytvořený
objekt třídy Uri, který je předáván jako první parametr při registraci pomocí funkce
registerContentObserver, je založen na textovém řetězci content://sms/, což je
14http://developer.android.com/reference/android/database/Cursor.html
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tedy parametr uvedené statické funkce Uri.parse. Tím je určeno, že metoda onChange
takto registrované uživatelské třídy děděné ze třídy ContentObserver bude reagovat
právě na změny v seznamu zpráv.
Nástin implementace zmíněné třídy pro monitorování textových zpráv je na internetové
stránce [40]. Mimo zmíněnou stránku bylo dále vycházeno z informací zjištěných ze zdrojů
uvedených v předchozí kapitole (především v její třetí části).
Informace k dané textové zprávě jsou opět získávány z tabulky. Ta nyní obsahuje sloupce,
které se týkají textových zpráv (typ zprávy, telefonní číslo, datum apod.). K záznamům v ta-
bulkách se přistupuje jednotně v rámci celého systému, proto je to i tady pomocí metody
query objektu třídy ContentResolver. To, včetně parametrů a návratové hodnoty (ob-
jekt třídy Cursor), je společně s odkazy na zdroje a ukázkou kódu, uvedeno výše. Jediným
rozdílem je zmíněný identifikátor obsahu, který je, jak bylo uvedeno, tvořen pomocí jiného
textového řetězce.
Problém ovšem nastává při pokusu zjištění jména, které se v telefonním seznamu váže
k telefonnímu číslu, ze kterého byla daná textová zpráva obdržena, popř. na které byla daná
textová zpráva odeslána. To není možné zjistit přímo, ale je nutné použít databázový dotaz
k dohledání zmíněného jména.
Dotaz je opět proveden pomocí již dobře známé metody query (příklad viz [37] a ukázka
kódu 4.13), přičemž identifikátor v ní obsažený zahrnuje dané telefonní číslo, ke kterému
má být dohledáno jméno (identifikátor je opět tvořen statickými metodami třídy Uri a je
to objekt téže třídy). Také je již do dotazu vložen filtr, aby se výsledným objektem (třídy
Cursor) přistupovalo k tabulce pouze s jedním sloupcem, který reprezentuje zobrazovaná
jména. Tím jsou potřebné informace k textové zprávě kompletní.
Ukázka kódu 4.13: Získání jména kontaktu ze seznamu na základě telefonního čísla
//Tvorba Uri pro prˇı´stup k za´znamu
String encNum = Uri.encode(telephoneNumber);
Uri uri = Uri.withAppendedPath(PhoneLookup.CONTENT_FILTER_URI, encNum);
//Tvorba databazoveho dotazu pro zı´ska´nı´ za´znamu
String [] columns = {PhoneLookup.DISPLAY_NAME};
String sortOrder = PhoneLookup.DISPLAY_NAME + ” ASC”;
Cursor c = resolver.query(uri, columns, null, null, sortOrder);
Samozřejmě je také nutné přidat do manifestu odpovídající oprávnění. READ CONTACTS
sloužící pro dodatečné načtení zobrazovaného jména kontaktu a READ SMS pro získávání in-
formací z tabulek přidružených k textovým zprávám. To je, obdobně jako doposud, ukázáno
v ukázce 4.14.
Ukázka kódu 4.14: Vložení práv do manifestu pro čtení zpráv
<!-- Pro cˇtenı´ kontaktu˚ -->
<uses-permission android:name=”android.permission.READ_CONTACTS”/>
<!-- Pro cˇtenı´ seznamu zpra´v -->
<uses-permission android:name=”android.permission.READ_SMS”/>
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Kapitola 5
Specifikace požadavků systému
Na základě analýzy sledování činností na mobilním zařízení s operačním systémem Android
a požadavků pana Ing. Michala Stracha, konzultanta z firmy Agerit, byly stanoveny funkční
požadavky na výsledný systém (žádný další typ požadavků nebyl příliš specifikován). Poté
byl vytvořen odpovídající diagram případů užití. Zmíněnému je tedy věnována tato kapitola.
5.1 Klient
V klientské části systému, tj. v aplikaci pro mobilní zařízení s operačním systémem Android,
bude (v prvé řadě) možné provést přihlášení uživatele mobilního zařízení vůči serverové
části systému. Po přihlášení bude uživatel ve stavu Přihlášen a aplikace bude připravena
na monitorování činností.
Přihlášený uživatel bude dále moci jednoduše změnit svůj aktuální stav, tzn. přejít do
stavu jiného. Dle aktuálního stavu pak bude aplikace automaticky monitorovat polohu zaří-
zení, telefonní hovory a textové zprávy. Informace o aktuální poloze a uvedených činnostech
budou odesílány serverové části systému, kde budou ukládány a na požádání zpracovávány.
V případě, že se nepodaří odeslat zaznamenané informace, budou tyto informace uloženy a
dojde k pokusu o jejich odeslání později (např. při dalším výskytu dané události).
Přihlášený uživatel bude samozřejmě také moci provést odhlášení. To však bude možné
dokončit jen v případě, že budou odeslány všechny uložené informace. Po odhlášení bude
stav uživatele změněn na Odhlášen. Aplikace po odhlášení nebude dále provádět žádné akce.
5.2 Server
Serverová část systému, tj. aplikace v prostředí internetových stránek, bude zpracovávat
data týkající se stavů zaměstnanců, lokací, informací o telefonních hovorech a textových
zprávách.
Bude podporovat dva typy uživatelů. Prvním je zaměstnavatel, který může přidávat či
odebírat své zaměstnance, popř. pozorovat v jakém stavu a na jaké lokaci se zaměstnanci
právě nachází. Také zobrazovat statistiky jednotlivých zaměstnanců (obsahující výše zmí-
něná data), či využití jejich pracovní doby. Dále pak definovat stavy, ve kterých se mohou
jednotlivý zaměstnanci nacházet. Seznam takto definovaných stavů bude přenášen (buď
automaticky, po přihlášení, nebo na požádání) na mobilní zařízení.
Druhým z uživatelů je vlastní zaměstnanec, který může také zobrazovat statistiky ob-
sahující jeho vlastní data a využití svojí pracovní doby.
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Aplikace bude také obsahovat mechanismus správy obou typů uživatelů včetně regis-
trací, přihlašování a příslušnosti jednotlivých zaměstnanců k danému zaměstnavateli. Pokud
nebude daný uživatel přihlášen, nebude možné s aplikací nějakým způsobem interagovat.
Také daný zaměstnavatel nebude moci pozorovat jiné zaměstnance, než ty, které má regis-
trované, popř. pracovat s jinými stavy a jinými pracovními pozicemi, než s těmi, které si
sám vytvořil.
5.3 Diagram případů užití
Diagram případů užití se dle [42] (kde je mimo jiné detailnější popis) skládá z vlastních
případů užití a z tzv. aktérů. Případ použití reprezentuje nějakou důležitou část funkčnosti
systému. Aktér je pak uživatele systému (což nemusí být pouze osoba) v nějaké roli, který
přímo komunikuje s případem použití a očekává od něj nějakou zpětnou vazbu (výsledek).
Každý případ užití je vždy zahájen jedním z aktérů a každý je také specifikován z pohledu
aktéra, nikoliv systému. Popisuje tedy, co aktér potřebuje, aby systém dělal, ne co má
systém dělat. Diagram odpovídající specifikaci je zobrazený na obrázku 5.1.
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Obrázek 5.1: Diagram případu užití.
V diagramu jsou znázorněni čtyři aktéři. První, nazvaný sběrné mobilní zařízení, odpo-
vídá mobilnímu zařízení s OS Android (klientovi). Jedná se o primárního aktéra případů
užití týkajících se automatického zaznamenávání informací o požadovaných činnostech (tex-
tových zprávách, telefonních hovorech a lokacích). Žádný ze zmíněných případů užití však
nemůže být aktivován bez vlastního přihlášení, které je popsané níže. Dále je to sekundární
aktér případů užití určených k interakci se zaměstnancem (přihlášení a změna stavu).
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Druhým aktérem je již zmíněný zaměstnanec. Ten využívá, jakožto aktér primární, zmí-
něné případy užití interagující se sběrným mobilním zařízení (přihlášení a změna stavu),
dále pak případ užití pro zobrazení svých statistik. Vyvolání případu užití, který je nazvaný
přihlášení, způsobí propojení zaměstnance s daným mobilním zařízením, tzn. mobilní zaří-
zení bude po úspěšném přihlášení znát jednoznačný identifikátor zaměstnance.
Další aktér je zaměstnavatel. Všechny případy užití, které využívá, využívá jako aktér
primární. Jedná se o registraci, správu zaměstnanců (přidání a odebrání) a jejich stavů
(přidání, odebrání a změna), zobrazení statistik a odpovídající vyhledání zaměstnance.
Poslednímu aktérovi, uživateli, je přidružen společný případ užití dvou aktérů přede-
šlých, ti tento případ užití dědí. Jde o správu vlastního profilu, která ovšem může být pro
oba předešlé aktéry rozdílná.
Oba aktéři, zaměstnavatel i zaměstnanec, mohou nějakým způsobem zobrazovat sta-
tistiky a to ať už svých zaměstnanců, v případě zaměstnavatele, nebo svoje, v případě
zaměstnance. Tyto statistiky zahrnují počet odpracovaných hodin dle daných stavů, infor-
mace o provedených hovorech, odeslaných a přijatých zprávách a navštívených lokacích.
Oba se také mohou přihlásit do serverové části systému (přímo) a také se samozřejmě
odhlásit. Pokud neproběhne odhlášení do určitého časového limitu, tak je provedeno auto-
maticky. Tyto dva případy užití, přímé přihlášení a odhlášení, jsou brány jako samozřejmé
a nejsou v diagramu uvedeny.
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Kapitola 6
Návrh řešení systému
Kapitola, vycházející ze specifikace požadavků popsaných v předchozí kapitole, se zabývá
vlastním návrhem celého systému (tj. klientské i serverové části). Nejprve, je představen
návrh schématu databáze, která je nedílnou součástí systému a na které je dále vystavo-
vána funkčnost některých tříd v serverové i klientské části. Nakonec je uvedeno komunikační
rozhraní sloužící ke vzájemné interakci mezi klientem a serverem, které není uvedeno v di-
agramech u klientské ani serverové části.
6.1 Schéma databáze
V návrhu schématu databáze, který je zobrazen na obrázku 6.1, je vidět jistá korespondence
s uvedeným (obrázek 5.1) diagramem případů užití.
Aktérům uživatel, zaměstnanec a zaměstnavatel odpovídá právě jedna, v anglické ter-
minologii, stejnojmenná tabulka s prefixem T. Tedy tabulky s názvy TUser, TEmployer
a TEmployee, přičemž dvě naposled zmíněné vychází ze společné tabulky TUser. Ke zmí-
něným tabulkám je nutné dodat, že obě vazby vedoucí k tabulce TUser, tzn. od tabulek
TEmployee a TEmployer, jsou vzájemně výlučné, tudíž uživatel systému nemůže být
současně zaměstnavatelem a zaměstnancem.
Data ke každému zaměstnanci, jakožto aktérovi, tzn. data která budou monitorována –
informace o hovorech, textových zprávách, lokacích a stavech, ve kterých se daný za-
městnanec během monitorování nacházel, jsou reprezentovány tabulkami TCall, TSms,
TLocation a TState.
Dále jsou v diagramu uvedeny pomocné tabulky, které zvýší přehlednost a použitelnost
systému. Jde především o tabulku pracovních pozic TWorkingPosition. Tabulku mož-
ných stavů TPossibleState, ke které je ještě připojena dodatečná tabulka upřesňující,
jak se v daném stavu mají monitorovat lokace, s názvem TLocationInfo.
Neméně důležitá je také jediná vazební tabulka v diagramu, pojmenovaná dle tabulek
TEmployee a TPosibleState se kterými tvoří vazbu, tj. TEmployee PossibleState,
která je uvedena z důvodu modelování vztahu m:n.
V návrhu schématu databáze jsou již také znázorněny primární klíče daných tabulek, cizí
klíče do tabulek ostatních, nutné unikátní hodnoty, sloupce, které mohou nabývat hodnoty
null a v neposlední řadě také datové typy daných sloupců. Datové typy jednotlivých sloupců
se však nemusí ve výsledku přesně shodovat (např. dle daného databázového serveru).
Co se týče významu a případných funkcí či omezení jednotlivých sloupců, ty jsou po-
stupně, pro každou z uvedených tabulek, stručně popsány níže. Také je pro každou tabulku
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ještě uveden její význam a vysvětleny (vždy ne naprosto triviální) vazby s tabulkami ostat-
ními.
ID int
isEmployer tinyint
password varchar(55)
username varchar(55)
userrole varchar(55)
TUser
userID int
company varchar(55)
telephone varchar(13)
email varchar(55)
ﬁrstname varchar(55)
lastname varchar(55)
TEmployer
userID int
telephone varchar(12)
ﬁrstname varchar(55)
lastname varchar(55)
passphrase varchar(55)
workingPositionID int
employerID int
TEmployee
ID int
title varchar(55)
userID int
TWorkingPosition
ID int
dt datetime
possibleStateID int
employeeID int
TState
ID int
dt datetime
provider varchar(10)
latitude decimal(9, 6)
longitude decimal(9, 6)
address varchar(255)
possibleStateID int
employeeID int
TLocation
ID int
dt datetime
type tinyint
number varchar(13)
name varchar(55)
possibleStateID int
employeeID int
TSms
ID int
dt datetime
type tinyint
number varchar(13)
name varchar(55)
duration smallint
possibleStateID int
employeeID int
TCall
ID int
name varchar(55)
calls int
sms int
inWidget tinyint
locationInfoID int
userID int
workingPositionID int
TPossibleState
employeeID int
possibleStateID int
isActual tinyint
TEmployee_PossibleState
ID int
provider varchar(25)
minTime int
minDistance int
allowLimited tinyint
TLocationInfo
RoleName varchar(55)
userrole varchar(55)
TUserRole
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Obrázek 6.1: Návrh schématu databáze.
TUser Tabulka obsahující informace o jednotlivých uživatelích. Obsahuje sloupce pro
uložení identifikátoru uživatele (primární klíč), unikátního uživatelského jména, hesla a pří-
znaku, zda je daný uživatel zaměstnavatelem (pokud je příznak nastaven, jde o zaměstna-
vatele, jinak o zaměstnance). Jeden uživatel je vždy buď zaměstnanec nebo zaměstnavatel.
TEmployer Tabulka obsahující informace o jednotlivých zaměstnavatelích. Obsahuje
sloupce pro uložení identifikátoru zaměstnavatele (primární a současně cizí klíč do tabulky
uživatelů), název firmy, telefonní číslo, email (přičemž všechny doposud uvedené sloupce,
kromě klíče, mohou nabývat hodnoty null), křestní jméno a příjmení. Jeden zaměstnavatel
může zaměstnávat několik zaměstnanců na několika pracovních pozicích a je právě jedním
z uživatelů. Zároveň také může definovat více možných stavů.
TEmployee Tabulka obsahující informace o jednotlivých zaměstnancích. Obsahuje sloupce
(podobně jako zaměstnavatel) pro uložení identifikátoru zaměstnance (primární a současně
cizí klíč do tabulky uživatelů), identifikátoru zaměstnavatele (cizí klíč do tabulky zaměstna-
vatelů), identifikátor pracovní pozice (cizí klíč do tabulky pracovních pozic),telefonní číslo,
křestní jméno, příjmení a tajnou frázi pro přenos dat. Jeden zaměstnanec může být zaměst-
nán pouze u jednoho zaměstnavatele na jedné pracovní pozici a je právě jedním z uživatelů.
Dále k jednomu zaměstnanci patří žádný nebo několik nabytých stavů a lokací, událostí
týkající se zpráv a volání a možných stavů, které může nabývat.
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TWorkingPosition Tabulka obsahující pouze tři sloupce. První fungující jako identifi-
kátor (primární klíč). Druhý udávající název pracovní pozice daného zaměstnance. A třetí
udávající příslušnost k danému zaměstnavateli. Přičemž na jedné pracovní pozici může
pracovat několik zaměstnanců, každá pracovní pozice je vytvořena právě jedním zaměstna-
vatelem a pro každou je možné definovat více možných stavů.
TState Tabulka stavů sloužící k uložení informací o nabytých zaměstnancových stavech,
tzn. o stavech, ve kterých se zaměstnanec v průběhu monitorování nacházel. Obsahuje
sloupce k uložení identifikátoru záznamu (primární klíč), času, kdy daný stav nastal, kód
daného stavu (což je cizí klíč do tabulky možných stavů, viz níže) a identifikátor zaměst-
nance, ke kterému daný záznam patří (cizí klíč do tabulky zaměstnanců). Každý z nabytých
stavů patří k jednomu zaměstnanci a je jedním z možných stavů daného zaměstnance.
TLocation Tabulka lokací sloužící k uložení informací o zaměstnancem navštívených lo-
kacích. Opět obsahuje identifikátor záznamu, což je jeho primární klíč, čas, kdy došlo k za-
znamenání lokace, poskytovatele lokace (řetězce gps nebo network), souřadnice dané lo-
kace (zeměpisná šířka a délka) a identifikátor příslušného zaměstnance (cizí klíč do tabulky
zaměstnanců). Každá z navštívených lokací patří k jednomu zaměstnanci a byla navštívena
v rámci nějakého možného stavu.
TSms Tabulka událostí týkajících se textových zpráv zaměstnance, přičemž každá udá-
lostí patří opět k jednomu ze zaměstnanců a nastala právě v jednom z možných stavů.
Obsahuje identifikátor záznamu, což je opět jeho primární klíč, čas, kdy došlo k zazna-
menání lokace, typ zprávy (celočíselná hodnota, udávající, zda byla zpráva příchozí nebo
odchozí), telefonní číslo, jméno a identifikátor příslušného zaměstnance (cizí klíč do tabulky
zaměstnanců).
TCall Tabulka událostí týkajících se telefonních hovorů zaměstnance, přičemž každá udá-
lostí patří opět právě k jednomu ze zaměstnanců a nastala opět právě v jednom z možných
stavů. Jako vždy obsahuje identifikátor záznamu, což je opět jeho primární klíč, čas, kdy
došlo k zaznamenání lokace, typ hovoru (celočíselná hodnota, udávající, zda byl hovor pří-
chozí, odchozí nebo zmeškaný), telefonní číslo, jméno, dobu trvání hovoru a opět nutný
identifikátor příslušného zaměstnance (cizí klíč do tabulky zaměstnanců).
TPossibleState Tabulka možných stavů, které může daný zaměstnanec nabývat (jeden
stav může být nabyt více zaměstnanci). V ní jsou uloženy hodnoty jako identifikátor stavu
(celočíselná hodnota sloužící jako primární klíč), jméno stavu, informace o tom, zda se mají
v daném stavu monitorovat hovory, textové zprávy a lokace, což jsou celočíselné proměnné
s níže popsaným významem. Posledním sloupcem je již dobře známý cizí klíč do tabulky
zaměstnanců.
Pokud je hodnota větší než nula, bude docházet v rámci stavu k monitorování dané
činnosti, přičemž dodatečné informace se hledají v přidružené upřesňující tabulce, kdy ona
kladná hodnota je cizím klíčem (pouze v případě lokace). Pokud je hodnota rovna nule,
dojde k monitorování dané činnosti, ale bez hledání dodatečných informací (relevantní pro
textové zprávy a hovory). A konečně pokud je hodnota záporná (zprávy a hovory) nebo
null (lokace), daná činnost se nebude monitorovat.
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TEmployee PossibleState Vazební tabulka mezi tabulkou zaměstnanců a tabulkou mož-
ných vztahů. Jde o dvojice identifikátorů zaměstnanců a možných stavů. Oba tyto cizí klíče
společně tvoří primární klíč vazební tabulky. Dále je obsažen příznak aktuálnosti daného
záznamu.
TLocationInfo Tabulka upřesňujících informací k tabulce možných stavů. Udává, jaký
provider se má použít v daném stavu (textový řetězec gps, network nebo gps,network
se zřejmým významem), jak často (v minutách) se má hodnota lokace zjišťovat, jakou
vzdálenost (v metrech) mezi sebou mají lokace mít, zda je možné omezovat poskytovatele
lokací (např. kvůli úspoře energie) a samozřejmě primární klíč záznamu. Jedna upřesňující
informace může upřesňovat několik stavů.
6.2 Klient
Při návrhu mobilní aplikace bylo mimo specifikaci požadavků využito vytvořených pro-
totypů vycházejících z analýzy sledování vybraných činností na mobilním zařízení s OS
Android. Na základě těchto informací byly vytvořeny dva diagramy tříd představující kom-
promis mezi konceptuálním a návrhovým diagramem (především z hlediska přehlednosti,
velikosti a vypovídající hodnoty). U jednotlivých tříd tedy nejsou v žádném případě uve-
deny všechny atributy, metody a jejich parametry, které jsou v aplikaci. Diagramy si kladou
za cíl zachytit pouze to hlavní z její struktury a funkčnosti.
První z diagramů, který je znázorněn na obrázku 6.2, představuje část aplikace obstará-
vající interakci s uživatelem. Tzn. příjem vstupních událostí od uživatele pomocí uživatel-
ského rozhraní, zobrazování informací uživateli apod. Odpovídá tedy jakémusi popředí apli-
kace (jak bude někdy dále používáno). Mimo zmíněné třídy představující popředí aplikace
je v diagramu uvedena třída StatesManager, která tvoří spojnici mezi oběma diagramy.
Co se týče významu jednotlivých tříd, ten je, pro většinu tříd diagramu, postupně popsán
níže. Ty třídy, jejichž význam není implicitně popsán, jsou v textu vysvětleny explicitně –
typicky v kontextu s jinou popsanou třídou.
StatesManager Již dříve zmíněná třída tvořící spojnici mezi popředím a funkčností apli-
kace (viz níže) i mezi oběma diagramy. Třída dále plní funkčnost manageru stavů, který
ostatním třídám poskytuje vždy aktuální stav, dovoluje jim jej měnit a pracovat s jejich
databází – pomocí tříd popsaných níže a uvedených v druhém diagramu. Další důležitou
funkčností třídy je aktualizace všech widgetů aplikace, tj. tříd, které dědí ze třídy Widget.
Widget Abstraktní třída, kterou dědí všechny třídy aplikace, fungující jako její widgety.
Sama dědí ze třídy AppWidgetProvider1. Widgetů je v diagramu znázorněno celkem
šest, liší se počtem tlačítek přímo spouštějící jiné aktivity a přítomností či absencí tla-
čítka zobrazující menu aplikace. Z menu aplikace je možné spouštět ty aktivity, které není
možné spustit přímo z widgetu. Propojení mezi jednotlivými widgety a aktivitami nejsou
v diagramu – kvůli zachování přehlednosti – uvedeny.
Například třída (widget) Widget5 obsahuje tlačítka pro zobrazení všech (celkem pěti)
aktivit (opět popsaných níže). Nepotřebuje tedy tlačítko menu. Naproti tomu Widget3 ob-
sahuje tlačítka pro přímé spuštění pouze několika vybraných aktivit a tlačítko pro spuštění
1http://developer.android.com/reference/android/appwidget/AppWidgetProvider.html
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menu, ze kterého je možné spustit aktivity ostatní. Podobně s ostatními třídami, jejichž
název odpovídá regulárnímu výrazu Widget*.
StatesActivity Třída, která dědí ze třídy ListActivity2, představuje obrazovku apli-
kace zobrazující seznam stavů, které může daný uživatel nabývat. Ke zobrazení stavů vyu-
žívá speciální adaptér StatesAdapter. Zvolený stav je vždy zpracován managerem stavů,
který aktivita využívá.
Widget
AppWidgetProvider
-sm : StatesManager
-currentStateId : int
-msgHandler : Handler
+getCurrentStateID() : int
+setCurrentStateId(stateId : int) : void
+login() : boolean
+logout() : boolean
LogioActivity
-sm : StatesManager
-currentStateId : int
-sa : StatesAdapter
-msgHandler : Handler
-updateList() : void
StatesActivity
-sm : StatesManager
-ma : MenuAdapter
+POSITION_LOGIO : int
+POSITION_STATES : int
+POSITION_SETTINGS : int
+POSITION_HELP : int
+POSITION_ABOUT : int
#initialListValues() : void
#initialListOrders() : void
-updateListAdapter() : void
MenuActivityListActivity
PreferenceActivity-sm : StatesManager
-msgHandler : Handler
SettingsActivity
#initialListValues() : void
#initialListOrders() : void
Menu2items
#initialListValues() : void
#initialListOrders() : void
Menu3items
#initialListValues() : void
#initialListOrders() : void
Menu4Bitems
#initialListValues() : void
#initialListOrders() : void
Menu5items
-statesDb : StatesDb
-instance : StatesManager
-StatesManager()
+getInstance() : StatesManager
+getCuurentStateId() : int
+setCurrentStateId(stateId : int) : void
+getStateRow(stateId : int) : PossibleStateTableRow
+getLocationInfoRow(locationId : int) : LocationInfoTableRow
+updateServiceState() : void
+stopService() : void
+updateAllWidgets() : void
StatesManager
-sm : StatesManager
-currentStateId : int
+StatesAdapter()
StatesAdapter
CursorAdapter
-menuItems : String[]
MenuAdapter ArrayAdapter
<String>
Activity
Widget4 Widget3 Widget2a Widget2b Widget1 Widget5
HelpActiovity AboutActiovity
#initialListValues() : void
#initialListOrders() : void
Menu4Aitems
-currentStateId : int
-sm : StatesManager
+showInformationAboutState() : void
StatesInfoActivity
Activity
1
1
1
1
1
1
1
1 1 1 11
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Obrázek 6.2: Diagram tříd popředí klientské části systému.
StatesAdapter Již zmíněný adaptér určený pro zobrazení stavů daného uživatele do
seznamu stavů. Třída dědí ze třídy CursorAdapter3, která je přímo určená k získávání dat
2http://developer.android.com/reference/android/app/ListActivity.html
3http://developer.android.com/reference/android/widget/CursorAdapter.html
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z databáze (opět pomocí managera stavů) a zobrazování jej pomocí kurzoru reprezentující
tyto data do seznamu.
StatesInfoActivity Třída sloužící ke zobrazení dodatečných informací ke stavu v se-
znamu stavů. Informace jsou načteny pomocí adaptéru StatesAdapter a zobrazeny v ak-
tivitě StatesActivity.
LogioActivity Třída zajišťující především přihlášení a odhlášení uživatele, tzn. propojení
a rozpojení mobilního zařízení s daným zaměstnancem. Také vždy poskytuje data daného
zaměstnance (jméno, heslo a tajnou frázi) a pomocí manažera stavů mění aktuální stav.
MenuActivity Druhá abstraktní třída, kterou dědí všechny třídy aplikace zobrazující
menu aplikace. Menu je v aplikaci celkem v pěti provedeních, přičemž každé obsahuje jiné
položky (umožňující spustit jiné aktivity). To, jaké položky jsou v daném menu zobrazeny
a v jakém pořadí, je zařízeno pomocí konstant a metod třídy.
Každé menu je pak zobrazováno právě tím widgetem, který neobsahuje všechna tlačítka
a potřebuje zobrazit právě zbývající položky (obrazovky), k jejichž zobrazení tlačítka ve
widgetu nejsou (aby byla funkčnost widgetů společně s odpovídajícím menu ekvivalentní).
Propojení mezi jednotlivými menu a aktivitami opět nejsou v diagramu pro přehlednost
uvedeny.
Třída jako taková dědí, stejně jako třída pro zobrazení stavů, od aktivity zobrazující
seznam. Prvky jsou do seznamu vkládány pomocí speciálního adaptéru MenuAdapter.
Například třída Menu5items obsahuje tlačítka umožňující spustit všechny obrazovky
aplikace a je využita právě třídou Widget1 obsahující jen tlačítko menu. Naproti tomu třída
Menu3items obsahuje právě tři položky ke spuštění tří obrazovek aplikace. Tohle menu je
využito právě třídou Widget3, která obsahuje dvě tlačítka ke spuštění dvou aktivit a jedno
ke spuštění právě zmíněného menu. Podobně se třídami odpovídající regulárnímu výrazu
Menu?items.
MenuAdapter Druhý z použitých adaptérů. Tento dědí z ArrayAdapter<String> 4
třídy, která je vhodná ke zobrazení (nějakým způsobem) pole řetězců, např. položek menu,
do seznamu. Položky, které mají být adaptérem zobrazeny, mu jsou předány z nadřazené
třídy.
SettingsActivity Třída představující obrazovku slouží k nastavení aplikace. Třída dědí
ze třídy PreferenceActivity5, která se k účelu nastavení využívá. V této třídě je opět
možné pracovat se stavy pomocí manageru stavů.
HelpActivity Třída, která dědí ze třídy Activity, zobrazuje obrazovku s nápovědou
k aplikaci.
AboutActivity Třída, která je opět děděna ze třídy Activity, tentokrát zobrazuje
doplňující informace k aplikaci.
4http://developer.android.com/reference/android/widget/ArrayAdapter.html
5http://developer.android.com/reference/android/preference/PreferenceActivity.html
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Druhý z diagramů, znázorněn na obrázku 6.3, představuje zmíněnou vnitřní funkčnost
aplikace. Především tedy monitorování, ukládání a odesílání vybraných událostí a práci
s databázemi. V diagramu je opět uvedena zmíněná třída StatesManager, tvořící spojnici
mezi oběma diagramy a popředím a funkčností aplikace.
V diagramu je již poměrně dobře vidět korespondence s návrhem schématu databáze
uvedeným výše (obrázek 6.1), kdy některé třídy a jejich atributy přímo odpovídají někte-
rým tabulkám a jejich sloupcům. Ne všechny tabulky jsou však v klientské části aplikace
využity. Klient je totiž po přihlášení napevno propojen s jedním uživatelem, proto není
nutné uchovávat a přenášet tabulku uživatelů, zaměstnanců, zaměstnavatelů, pracovních
pozic a vazební tabulku.
Zbylé tabulky se pak v klientské části pro přehlednost rozpadají do dvou databází –
navíc tato data již nejsou nijak v rámci databáze vázána. Obě databáze jsou založeny na
několika společných abstraktních třídách popsaných níže.
-statesDb
-instance
-StatesManager()
+getInstance()
+getCuurentStateId() : int
+setCurrentStateId(stateId : int) : void
+getStateRow(stateId : int)
+getLocationInfoRow(locationId : int)
+updateServiceState() : void
+stopService() : void
+updateAllWidgets() : void
StatesManager
+MonitoringHandler(looper : Looper)
+handleMessage(message : Message) : v...
-manageMonitoring() : void
MonitoringHandler
-lastCallTime : long
+CallMonitor(handler)
+onChange(selfChange : boolean) : void
CallMonitor
-lastSmsTime : long
+SmsMonitor(handler)
+onChange(selfChange : boolean) : void
SmsMonitor
-currentBestLocation : Location
+onLocationChanged(location : Location) : void
-isBetterLocation() : boolean
LocationMonitor
-monitoringHandler : MonitoringHanler
-callObserver
-smsObserver
-locationListener
-sm : StatesManager
-dm : MonitoringDataManager
-messenger : Mesenger
-registerContentObserver(observer) : void
-unregisterContentObserver(observer) : void
-requestLocationUpdates(provider, minTime : long) : void
-removeLocationUpdates() : void
MonitoringService
-instance
-monitoringDb : MonitoringDb
-MonitoringDataManager()
+getInstance()
+insertStateRow(row) : boolean
+insertSmsRow(row) : boolean
+insertCallRow(row) : boolean
+insertLocationRow(row) : boolean
MonitoringDataManager
#Db(dbName : String, dbVersion : int)
Db
#tables : ArrayList<>
#initialize() : void
DbSettings
#name : String
#create : String
#delete : String
#DbTable()
DbTable
-instance
+settingsObj
+StatesDb()
+getInstance()
+insertState(row : StatesTableRow) : long
+insertLocationInfo(row : LocationTableRow) : long
+getState(stateId : int) : Cursor
+getLocationInfo(locationIid : int) : Cursor
StatesDb
-instance
+DATABASE_VERSION : String
+DATABASE_NAME : String
+STATESTABLE_NAME : String
+LOCATIONINFOTABLE_NAME : String
+getInstance()
-StatesDbSettings()
+createPossibleStateTableRow() : PossibleStateTable
+createLocationInfoTableRow() : LocationInfoTable
#initialize() : void
StatesDbSettings
-id : int
-name : String
-sms : int
-calls : int
-locations : int
+PossibleStateTable()
PossibleStateTable
-id : int
-minTime : int
-minDistance : int
-provider : String
-allowLimited : boolean
+LocationInfoTable()
LocationInfoTable
-instance
-settingsObj : MonitoringDbSettings
-MonitoringDb(context : Context)
+getInstance(context : Context)
MonitoringDb
-instance
+DATABASE_VERSION : int
+DATABASE_NAME : String
+STATESTABLE_NAME : String
+LOCATIONSTABLE_NAME : String
+SMSTABLE_NAME : String
+CALLSTABLE_NAME : String
-MonitoringDbSettings()
+getInstance()
+createStatesTableRow() : StateTable
+createLocationTableRow() : LocationTable
+createCallTableRow() : CallTable
+createSmsTableRow() : SmsTable
#initialize() : void
MonitoringDbSettings
-employeeId : int
-time
-latitude : double
-longitude : double
-provider : String
+LocationTable()
LocationTable
-employeeId : int
-type : int
-duration : int
-time : String
-number : String
-name : String
+CallTable()
CallTable
-employeeId : int
-type : int
-time : String
-number : String
-name : String
+SmsTable()
SmsTable
ContentObserver <<Interface>>
LocationListener
Service
Handler
-state : int
-employeeId : int
-time
+StateTable()
StateTable
SQLiteOpenHelper
1
1
1
1
1
1
1
1
1
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Obrázek 6.3: Diagram tříd funkční klientské části systému.
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Db Abstraktní třída, kterou dědí ty třídy, jenž chtějí pracovat s databází. Sama jako
taková je zděděna ze třídy SQLiteOpenHelper6, která slouží ke správě databáze.
DbSettings Opět abstraktní třída, kterou by měly dědit ty třídy, které mají sloužit
k nastavení databáze. Obsahuje především seznam tříd DbTable, což je její vnitřní třída,
která reprezentuje jednu tabulku databáze. Obsahuje její jméno a příkazy k jejímu vytvoření
a zrušení.
První databáze, která slouží k uchovávání a práci s možnými stavy daného zaměstnance,
je modelována následující třídou a dále pak třídami, které tato třída využívá.
StatesDb Třída děděná ze třídy Db, která slouží k přímé manipulaci s databází možných
stavů zaměstnance. Obsahuje tedy metody k získání stavu dle identifikátoru a k uložení
stavu. Podobně k získání a uložení upřesňujících informací k danému stavu.
K tomu využívá další dvě třídy, které již přímo odpovídají tabulkám v návrhu schématu
databáze. První je PossibleStateTable odpovídající tabulce TPossibleState, jejíž
instance reprezentuje jeden řádek zmíněné tabulky. Druhá pak LocationInfoTable, jejíž
instance reprezentuje jeden řádek tabulky TLocationInfo.
Poslední, velmi důležitou třídou využitou ve třídě StatesDb, je StatesDbSettings.
Ta dědí z uvedené DbSettings a slouží k nastavení této databáze.
Tato třída je dále zastřešena již dobře známým, u prvního diagramu představeným,
managerem stavů. Jehož další funkčností tedy je, že muže využívat této třídy k interakci
s databází možných stavů. Toho je využito i v popředí aplikace, nicméně je to uvedeno až
nyní, v kontextu s ostatními třídami.
Druhá databáze určená k ukládání monitorovaných dat zaměstnance, je reprezento-
vána třídou MonitoringDb. Stejně jako je databáze možných stavů zastřešena manage-
rem stavů, je i tato databáze dále zastřešena managerem monitorovaných dat, resp. třídou
MonitoringDataManager. Ten slouží k vlastnímu přistupování a získávání jednotlivých
záznamů databáze.
MonitoringDb Opět třída děděná ze třídy Db, která slouží k manipulaci s databází
monitorovaných událostí daného zaměstnance. Obsahuje tedy metody umožňující uložit
informace o stavech, textových zprávách, telefonních hovorech nebo lokacích.
Opět využívá třídy, které odpovídají tabulkám v návrhu schématu databáze. Těmi jsou
tentokrát třídy StateTable odpovídající tabulce TState, dále CallTable a SmsTable
odpovídající tabulkám TCall a TSms. A konečně LocationTable odpovídající tabulce
TLocation.
Ke třídě je opět přidružena speciální třída s nastavením, která dědí ze třídy DbSettings.
Ta je pojmenovaná MonitoringDbSettings. Podobně jako v předchozím případě obsa-
huje konstanty s verzí databáze, název databáze, názvy tabulek apod.
Následuje samotné jádro funkčnosti aplikace. To je reprezentováno dvěma třídami. První
je pojmenována MonitoringHandler, druhá pak MonitoringService. Třídy jsou po-
stupně popsány níže.
6http://developer.android.com/reference/android/database/sqlite/SQLiteOpenHelper.html
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MonitoringHandler Jde o třídu děděnou ze třídy Handler7, která pracuje ve vlast-
ním (pracovním) vlákně. V rámci této třídy (či jejích vnitřních tříd) je prováděno vlastní
monitorovaní vybraných činností, ukládání do databáze či odesílání. Monitorování vychází
především z analýzy sledování vybraných činností a z vytvořených prototypů. Pro každou
činnost, která má být monitorována, je vytvořena vnitřní třída.
První LocationMonitor slouží k monitorování změny lokace. Implementuje rozhraní
LocationListener, které bylo již popsáno v analýze. Druhá CallMonitor slouží k mo-
nitorování telefonních hovorů, resp. změny seznamu hovorů. Třetí SmsMonitor pak k mo-
nitorování textových zpráv, opět resp. změny seznamu textových zpráv. Obě tyto třídy dědí
ze třídy ContentObserver (opět viz kapitola 4).
MonitoringService Nakonec zřejmě nejdůležitější třída, resp. služba, tudíž třída, která
dědí ze třídy Service a umožňuje
”
neustálý“ běh aplikace. Slouží k vytvoření, spuštění
a řízení monitorovacího vlákna, tj. instance třídy MonitoringHandler. Ta je ve třídě
představující službu přímo vložena, jde tedy o třídu vnitřní (tomu odpovídají i atributy
třídy, mezi kterými jsou například jednotlivé monitory).
Třída dále interaguje s managerem stavů (StatesManaget) a managerem monitorova-
ných dat (MonitoringDataManager). Umožňuje také komunikovat s popředím aplikace
pomocí objektu třídy Messenger8, který je službě odeslán prostřednictvím třídy Intent
od aktivity, která přijímá zprávy od služby v objektu třídy Handler.
: Message: Messenger: Intent MonitoringService: StatesManager: Handler: Activity
1: onCreate()
1.3.4.4: message=obtain()
1.3.4.5.1: handleMessage(message) 1.3.4.5: send(message)
1.3.2: messenger=Messenger(handler)
1.3.4.2: messenger=get(key)
1.3.3: putExtra(messenger, key)
1.3.1: intent=Intent()
1.3.4.3: myObtainMessage
1.3.4.1: onStartCommand(intent)
1.3.4: startService(intent)
1.3: updateServiceState(handler)
1.2: sm=getInstance()
1.1: handler=Handler()
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Obrázek 6.4: Diagram komunikace mezi aktivitou a službou.
Protože není komunikace mezi aktivitou a službou zcela triviální a nemusí být úplně
jasná, je na obrázku 6.4 uveden diagram sekvence, který by měl společně s krátkým popisem
problém komunikace objasnit. Tříd, jejichž objekty jsou v diagramu uvedeny, byly už dříve
v textu použity (vysvětleny nebo odkázány), proto nebudou u tohoto diagramu vysvětlo-
vány znovu. Metody, které jsou v diagramu uvedeny odpovídají vždy alespoň názvem tomu,
jak jsou skutečně implementovány v ADK, nicméně někdy jsou pro jednoduchost vypuštěny
7http://developer.android.com/reference/android/os/Handler.html
8http://developer.android.com/reference/android/os/Messenger.html
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některé parametry (například kontext) a jejich typy. Také jsou v diagramu vypuštěna něk-
terá klíčová slova (např. new) – stejně tak se předpokládá, že objekty použitých tříd již
existují (i když nemusí být inicializovány), tudíž nedochází k jejich vytváření. Podobná
pravidla platí i pro následující diagram (viz obrázek 6.10) stejného typu.
V diagramu je tedy vidět, že spuštěná aktivita inicializuje ve vlastní implementaci me-
tody onCreate objektu třídy Activity dva důležité (dále používané) objekty. První je
třídy Handler, druhý je instance třídy StatesManager. Poté je volána metoda instance
třídy StatesManager, která slouží ke spuštění služby (pokud již neběží) nebo k aktuali-
zaci jejího stavu. Následuje vytvoření objektu třídy Intent, do kterého je zabalen objekt
třídy Messenger. Objekt třídy Intent je pak odeslán službě.
Služba objekt třídy Intent získá v metodě onStartCommand, ze kterého je získán
odeslaný objekt třídy Messenger. V případě potřeby odeslání zprávy je pak vytvořen
objekt třídy Message9 (do kterého jsou vložena uživatelská data), který je pomocí metody
obdrženého objektu třídy Messenger odeslán zasilateli objektu třídy Intent, tzn. zpět
volající aktivitě. Ta zprávu obdrží asynchronně, v metodě původně vytvořeného objektu
třídy Handler.
9http://developer.android.com/reference/android/os/Message.html
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6.3 Server
Návrh serverové části systému realizované pomocí platformy Java, konkrétně její části Java
EE, vycházel z poznatků získaných o této technologii. Především se jedná o logické od-
dělení jednotlivých zmíněných vrstev aplikace, tzn. databázové, business a webové. Vzhle-
dem k faktu, že nejvyšší webová vrstva funguje dle architektury model-view-controller, byl i
návrh serverové části založen na tomto modelu. Z toho důvodu je tato architektura popsána
v následujícím odstavci.
Model-viev-controller Dle knihy [26] rozděluje MVC plánovaný výsledný systém na tři
podsystémy, česky nazvané model, pohled a řadič (viz obrázek 6.5) s následujícím význa-
mem.
Obrázek 6.5: Jednotlivé komponenty a jejich možná návaznost v architektuře MVC.
Model je část uchovávající a poskytující data, která jsou použita celým systémem. Data
mohou být základní datové typy, jako např. řetězce, ale také složené datové typy, např.
třídy. Hlavním aspektem modelu však je, že funguje jako skladiště dat a je nezávislý na
ostatních dvou částech. To znamená, že model by nikdy neměl nijak využívat pohled či
řadič, což je absolutní základ návrhového vzoru MVC. Pokud je tato základní podmínka
splněna, může být obecně model použit jiným pohledem či řadičem.
Pohled je část pro zobrazování uživatelského rozhraní. Používá data z části model pro
zobrazení v uživatelském rozhraní. Typicky se skládá z formulářů pro uživatelské vstupy,
grafů, tlačítek a jiných elementů tvořící grafické uživatelské rozhraní aplikace. Důležité je, že
se skládá pouze ze zmíněných elementů tvořících uživatelské rozhraní a neobsahuje aplikační
logiku, přičemž zobrazovaná data čerpá z části model (často pomocí řadiče, jak je uvedeno
na obrázku10).
Řadič často funguje jako mezivrstva mezi pohledem a modelem, která je zodpovědná
např. za zpracování uživatelského vstupu a v případě potřeby za aktualizaci částí model a
pohled. Pokud např. pohled potřebuje zobrazit aktuální data, je za to zodpovědný řadič.
6.3.1 Model
V rámci aplikace vytvořené pomocí technologie Java EE s použitím standardu JSF pro
webovou vrstvu je část model architektury MVC tvořena datovými Java Beans (popsanými
10Architektura se pak běžně označuje MVP (model-view-presenter).
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dříve, v kapitole 3), které odpovídají databázovým tabulkám a manažery, pomocí kterých
se s datovými beanami pracuje.
Tato vrstva serverové části systému je znázorněna diagramem tříd (viz obrázek 6.6),
který je stejně jako v klientské části aplikace kompromisem mezi konceptuálním a návrho-
vým diagramem. Nejsou v něm tedy uvedeny všechny atributy a všechny operace (gettery
a settery). Po diagramu následuje detailnější popis jednotlivých částí modelu.
<<Layer>>
Model
Entities
Managers
-id : int
-dt : Date
-type : short
-number : String
-name : String
-duration : short
-employeeID : Employee
-possibleStateID : PossibleState
+Call()
Call
-userID : int
-telephone : String
-ﬁrstname : String
-lastname : String
-passphrase : String
-employerID : Employer
-user : User
-workingPositionID : WorkingPosition
-stateCollection : Collection<State>
-callCollection : Collection<Call>
-smsCollection : Collection<Sms>
-locationCollection : Collection<Location>
-employeePossibleStateCollection : Collection<EmployeePossibleState>
+Employee()
Employee
-userID : int
-company : String
-telephone : String
-email : String
-ﬁrstname : String
-lastname : String
-user : User
-employeeCollection : Collection<Employee>
-possibleStateCollection : Collection<PossibleState>
-workingPossitionCollection : Collection<WorkingPosition>
+Employer()
Employer
#employeePossibleStatePK : EmployeePossibleStatePK
-employee : Employee
-possibleState : PossibleState
-isActual : short
+EmployerPossibleState()
EmployerPossibleState
-employeeID : int
-possibleStateID : int
+EmployerPossibleStatePK()
EmployerPossibleStatePK
-id : int
-dt : Date
-provider : String
-latitude : BigDecimal
-longitude : BigDecimal
-address : String
-employeeID : Employee
-possibleStateID : PossibleState
+Location()
Location
-id : int
-provider : String
-minTime : int
-minDistance : int
-allowLimited : boolean
-possibleStateCollection : Collection<PossibleState>
+LocationInfo()
LocationInfo
-id : int
-name : String
-calls : int
-sms : int
-inWidget : short
-locationInfoID : LocationInfoID
-userID : Employer
-workingPositionID : WorkingPosition
-stateCollection : Collection<State>
-callCollection : Collection<Call>
-smsCollection : Collection<Sms>
-locationCollection : Collection<Location>
-employeePossibleStateCollection : Collection<EmployeePossibleState>
+PossibleState()
PossibleState
-id : int
-dt : Date
-type : short
-number : String
-name : String
-employeeID : Employee
-possibleStateID : PossiblState
+Sms()
Sms
-id : int
-dt : Date
-employeeID : Employee
-possibleStateID : PossibleState
+State()
State
-id : int
-username : String
-password : String
-isEmployer : boolean
-employee : Employee
-employer : Employer
-userrole : UserRole
+User()
User
-rolaName : String
-userrole : String
-userCollection : Collection<Use...
+UserRole()
UserRole
-id : int
-title : String
-userID : Employer
-employeeCollection : Collection<Employee>
-possibleStateCollection : Collection<PossibleState>
+WorkingPosition()
WorkingPosition
+CallFacade()
+getCallsCounts(employee : Employee) : List<MonthlyStat>
+getCallsItems(employee : Employee, month : int, year : int) : List<SMSCallItem>
CallFacade
+EmployeeFacade()
+ﬁndByEmployer(employerID : int) : List<Employee>
+ﬁndByWorkingPosition(position : WorkingPosition) : List<Employee>
EmployeeFacade
+EmployerFacade()
EmployerFacade
+EmployeePossibleStateFacade()
+ﬁndByEmployeeID(employeeID : int) : List<EmployeePossibleState>
+ﬁndAllActual() : List<EmployeePossibleState>
+ﬁndByPossibleStateID(possibleStateID : int) : List<EmployeePossibleState>
EmployeePossibleStateFacade
+LocationFacade()
+getWHCounts(employee : Employee) : List<MonthlyStat>
+getCurrentState(employee : Employee) : String
StateFacade
+LocationInfoFacade()
LocationInfoFacade
+PossibleStateFacade()
+ﬁndByWorkingPosition(wp : WorkingPosition) : List<PossibleStte>
+ﬁndByEmployer(er : Employer) : List<PossibleState>
PossibleStateFacade
+SmsFacade()
+getSmsCounts(employee : Employee) : List<MonthlyStat>
+getSmsItems(employee : Employee, month : int, year : int) : List<SMSCallItem>
SmsFacade
+UserFacade()
+ﬁndByUsername(username : String) : User
UserFacade
+UserRoleFacade()
UserRoleFacade
+WorkingPositionFacade()
+ﬁndByTitle(title : String, er : Employer) : List<WorkingPosition>
+ﬁndByEmployer(er : Employer) : List<WorkingPosition>
WorkingPositionFacade
+LocationFacade()
+getCurrentLocation(employee : Employee, address : StringBuilder) : Location
+getLocationItems(employee : Employee, month : int, year : int, fromFilter : String, toFilter : String)
LocationFacade
1
0..*
1
0..*
1
1..*
1
0..*
1
0..1
1
0..*
1
0..*
1
0..*
1
0..*
1
0..*
1
0..1
1..*
1
0..*
1
0..*
1
0..*
1 0..1
1 0..*
0..1
0..*
1
0..*
1..*
1
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Obrázek 6.6: Vrstva model serverové části systému.
Entity Část modelu obsahující třídy, které přesně odpovídají uvedenému databázovému
schématu aplikace. Obsahuje tedy třídy se stejnými názvy (bez prefixu T ) jako jsou názvy
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tabulek se stejnými atributy jako jsou názvy sloupců, které jsou podobných typů. V entit-
ních třídách jsou také navíc uvedeny vazby a operace, pomocí kterých se s entitní třídou
pracuje. Každá entitní třída navíc implementuje rozhraní Serializable, což není v dia-
gramu uvedeno.
Pokud je v databázovém schématu modelován vztah ku jedné, např. každý zaměstnanec
má právě jednoho zaměstnavatele, pak je v entitní třídě zaměstnance (Employee) atribut
typu zaměstnavatel (Employer). Vztah ku n je modelován analogicky, pomocí kolekcí. Po-
kud např. každý zaměstnavatel může mít libovolný předem neznámý počet zaměstnanců,
který se může během života systému měnit, pak je ve třídě zaměstnavatel umístěn atri-
but typu kolekce zaměstnanců. Podobně u všech ostatních vztahů. Pomocí těchto tříd a
zmíněného JPA je pak prováděno objektově relační mapování.
Manažeři Jedná se o část modelu obsahující zmíněné bezstavové EJB, které slouží k ma-
nipulaci s entitními třídami. Každé entitní třídě odpovídá právě jeden manažer se stejným
názvem a sufixem Facade. Ten pak poskytuje data (týkající se dané entitní třídy) z data-
báze ve formě objektů či jejich kolekcí (pomocí databázových dotazů v jazyce JPQL), které
upravuje pro vyšší vrstvy aplikace. Také umožňuje data do databáze vkládat. Pro uvedené
získávání či ukládání dat manažeři používají zmíněné JPA.
Každý z manažerů navíc dědí z abstraktní třídy AbstractFacade, která není v dia-
gramu uvedena a která obsahuje základní operace (vyhledání, test existence, odstranění,
úpravu, . . . ) pro práci s entitními třídami pomocí JPA.
6.3.2 Řadič
Část řadič architektury MVC je v rámci aplikace tvořené technologií Java EE s použitím
standardu JSF realizovaná třídami v jazyce Java, tzv. Backing Beans popsanými výše (opět
v kapitole 3). Tato část je znázorněna následujícím diagramem tříd (viz obrázek 6.7), ve
kterém je vidět využití manažerů z části model, což odpovídá roli řadiče v architektuře
MVC. Význam jednotlivých tříd je pak postupně popsán níže.
LoginBean Třída poskytující vždy aktuálního přihlášeného uživatele (zaměstnance nebo
zaměstnavatele). Provádí také potřebné inicializace ve třídě EmployeeBean a zajišťuje
odhlášení uživatele.
EmployeeBean Zajišťuje většinu funkčnosti týkající se zaměstnanců, jako je přidávání,
odebírání, editace, změna hesla, změna fráze apod. Dále využívá třídu StatesBean a
EmployeeDetailBean.
StatesBean Třída určená ke správě stavů jednotlivých uživatelů, tj. aktuální stavy jed-
notlivých zaměstnanců, příslušnost stavů k jednotlivým pracovním pozicím a k jednotlivým
zaměstnavatelům. Zajišťuje také přidávání, editaci, odstraňování a aktivaci stavů. Využívá
dříve zmíněnou třídu EmployeeBean.
EmployeeDeatailBean Získává informace k jednotlivým zaměstnancům, tzn. měsíční
statistiky zaměstnanců, seznamy stavů, hovorů, zpráv a lokací. Zajišťuje také filtrování
uvedených seznamů. Stejně jako předchozí beana používá třídu EmployeeBean.
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EmployerBean Spravuje operace týkající se zaměstnavatelů. Jedná se pouze o jejich
registraci a případnou editaci.
ValidationBean Zajišťuje a ověřuje korektnost pokročilých uživatelských vstupů v rámci
všech formulářů ve vrstvě pohled, kde je to třeba. Jedná se například o registraci zaměst-
navatele, editaci zaměstnance a zaměstnavatele, jejich změnu hesel apod.
<<Layer>>
Controller
BackingBeans
-eeMgr : EmployeeFacade
-erMgr : EmployerFacade
-psMgr : PossibleStateFacade
-epsMgr : EmployeePossibleStateFacade
-liMgr : LocationInfoFacade
-wpMgr : WorkingPositionFacade
-employeeBean : EmployeeBean
+StatesBean()
+init() : void
+changeEmployeePossibleState(r : StateRecord) : String
+editPossibleState() : void
+deletePossibleState(r : StateRecord)
+createEmployeePossibleState() : String
StatesBean
-eeMgr : EmployeeFacade
-stateMgr : StateFacade
-callMgr : CallFacade
-smsMgr : SmsFacade
-locFacade : LocationFacade
+EmployeeDetailBean()
+init() : void
+getEmployeeStats() : List<EmployeeStatItem>
+getSmsStats() : List<SMSCallItem>
+getCallsStats() : List<SMSCallItem>
+getLocationStats() : List<LocationItem>
+ﬁlterStats() : String
EmployeeDetailBean
-userMgr : UserFacade
-urMgr : UserRoleFacade
-eeMgr : EmployeeFacade
-erMgr : EmployerFacade
-stateMgr : StateFacade
-callMgr : CallFacade
-smsFacade : SmsFacade
-locMgr : LocationFacade
-wpMgr : WorkingPositionFacade
-psMgr : PossibleStateFacade
-epsMgr : EmployeePossibleStateFacade
-employeeDetailBean : EmployeeDetailBean
-statesBean : StatesBean
+EmployeeBean()
+init() : void
+getAllEmployee() : List<EmployeeItem>
+addNewEmployee() : String
+deleteEmployee() : String
+editLoggedEmployee() : String
+changePassword() : String
+changePassphrase() : String
EmployeeBean
-userMgr : UserFacade
-erMgr : EmployerFacade
-urMgr : UserRoleFacade
+EmployerBean()
+editLoggedEmployer() : String
+registerNewEmployer() : String
EmployerBean
-userMgr : UserFacade
-eeMgr : EmployeeFacade
-erMgr : EmployerFacade
-wpMgr : WorkingPositionFacade
-locMgr : LocationFacade
-psMgr : PossibleStateFacade
-employeeBean : EmployeeBean
-user : USer
+LoginBean()
+init() : void
+logout()
LoginBean
-userMgr : UserFacade
-eeMgr : EmployeeFacade
+ValidationBean()
+init() : void
+checkUsername(context : FacesContext, component : UIComponent, value : Object) : void
+checkPasswords(context : FacesContext, component : UIComponent, value : Object) : void
+checkOldPassword(context : FacesContext, component : UIComponent, value : Object) : void
+checkOldPassphrase(context : FacesContext, component : UIComponent, value : Object) : void
+checkPassphrases(context : FacesContext, component : UIComponent, value : Object) : void
ValidationBean
1
1
1
1
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Obrázek 6.7: Vrstva řadič serverové části systému.
U některých metod v diagramu se navíc občas vyskytují neznámé datové typy, jako např.
SMSCallItem, StateRecord, EmployeeStatItem, EmployeeItem apod. Jedná se
o pomocné třídy, které většinou pouze obalují větší množství atributů pro jejich snadnější
použití ve vrstvě řadiče a pohledu.
6.3.3 Pohled
Poslední část pohled je tvořena dynamickými webovými HTLM stránkami, v našem případě
XHTML. Diagram části pohled je znázorněn na následujícím obrázku, tj. 6.8, na kterém
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jsou zobrazeny jednotlivé stránky, případné agregace mezi nimi a použití tříd z vrstvy řadič.
Význam jednotlivých stránek je pak postupně uveden níže (jednotlivé stránky jsou v popisu
uvedeny bez přípony).
<<Layer>>
View
WebContent
-employerBean : EmployerBean
login.xhtml
-loginBean : LoginBean
-employeeBean : EmployeeBean
-employerBean : EmployerBEan
index.xhtml
-loginBean : LoginBean
-employeeBean : EmployeeBean
employeeProﬁle.xhtml
-employerBean : EmployerBean
-validationBean : ValidationBean
register.xhtml
-employeeDetailBean : EmployeeDetailBean
employee.xhtml
-employeeDetailBean : EmployeeDetailBean
employeeCalls.xhtml
-employeeDetailBean : EmployeeDetailBean
employeeSms.xhtml
-employeeDetailBean : EmployeeDetailBean
employeeLocations.xhtml
-employeeBean : EmployeeBean
-validationBean : ValidationBean
changePasswordEmployee.xhtml
-employeeBean : EmployeeBean
-validationBean : ValidationBean
changePassphrase.xhtml
-employeeDetailBean : EmployeeDetailBean
-employeeBean : EmployeeBean
employeeCallsList.xhtml
-employeeDetailBean : EmployeeDetailBean
-employeeBean : EmployeeBean
employeeSmsList.xhtml
-employeeBean : EmployeeBean
-employeeDetailBean : EmployeeDetailBean
employeeLocationsList.xhtml
employeeLocationsMap.xhtml
-statesBean : StatesBean
employeeStatesList.xhtml
-employeeBean : EmployeeBean
-employeeDetailBean : EmployeeDetailBean
employeeDetailList.xhtml
-empoyeeBean : EmployeeBean
employer.xhtml
-employerBean : EmployerBean
employerProﬁle.xhtml
-employerBean : EmployerBean
-validationBean : ValidationBean
employerEdit.xhtml
-employeeBean : EmployeeBean
-validationBean : ValidationBean
employeeEdit.xhtml
-employeeBean : EmployeeBean
-validationBean : ValidationBean
addEmployee.xhtml
-statesBean : StatesBean
possibleStateAdd.xhtml
-statesBean : StatesBean
possibleStateEdit.xhtml
-employeeBean : EmployeeBEan
passphrase.xhtml
-employerBean : EmployerBean
-validationBean : ValidationBean
changePasswordEmployer.xhtml
-employeeDetailBean : EmployeeDetailBean
employeeCallsDetail.xhtml
-employeeDetailBean : EmployeeDetailBean
employeeSmsDetail.xhtml
-employeeDetailBean : EmployeeDetailBean
employeeLocationsDetail.xhtml
-employeeDetailBean : EmployeeDetailBean
employeeDetail.xhtml
-statesBean : StatesBean
employerStatesList.xhtml
employeeStatesDetailList
employeeStatesDetailStateList
-employeeDetailBean : EmployeeDetailBean
employeeStates
-employeeDetailBean : EmployeeDetailBean
employeeStatesDetail
-employeeDetailBean : EmployeeDetailBean
employeeStatesDetailState
-employeeDetailBean_ : EmployeeDetailBean
employeeStatesDetail
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Obrázek 6.8: Vrstva pohled serverové části systému.
login Veřejně přístupná přihlašovací stránka uživatele, tj. zaměstnance nebo zaměstna-
vatele.
register Opět veřejně přístupná stránka, tentokrát pro registrace nového zaměstnavatele.
index Výchozí stránka aplikace, poslední z veřejně přístupných, která v případě, že není
přihlášen žádný uživatel, provede přesměrování na přihlašovací stránku. Pokud je však
přihlášen zaměstnavatel, provede přesměrování na výchozí stránku zaměstnavatele. Po-
dobně pokud je přihlášen nějaký zaměstnanec, s rozdílným přesměrováním na výchozí
stránku zaměstnance.
employeeDetailList Stránka, která je vkládána jednak do výchozí stránky zaměstnance
(zobrazené po jeho přihlášení) employee a také do stránky employeeDetail zaměst-
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navatele. Slouží k zobrazení statistik daného zaměstnance v jednotlivých měsících a filtru,
kterým je možné dané měsíce dle data filtrovat.
employeeCallsList Stránka obsahující seznam hovorů daného zaměstnance a filtr pro
jejich filtrování. Ta je vkládána do stránky zaměstnavatele employeeCalls a stránky
zaměstnance employeeCallsDetail.
employeeSmsList Stránka obsahující seznam zpráv daného zaměstnance a filtr pro jejich
filtrování. Opět se nejedná o stránku přímo zobrazovanou, ale vkládanou, tentokrát do
stránky zaměstnance employeeSms a stránky zaměstnavatele employeeSmsDetail.
employeeLocationsList Podobně jako v případě dvou předchozích stránek se jedná
o vkládanou stránku, tentokrát obsahující seznam lokací navštívených v rámci nějakého
stavu. Stránka je vkládána do stránky zaměstnance employeeLocations a zaměstnava-
tele employeeLocationsDetail.
employeeStatesDetailList, employeeStatesDetailStateList Dvě velmi podobné, opět
vkládané, stránky. Obsahují seznam stavů aktivních v daném měsíci a operací, které byly za
dobu aktivity daných stavů vykonány. Tento seznam je buď přehledový (v případě stránky
employeeStatesDetailList) nebo detailní (employeeStatesDetailList). První
ze stránek je vkládána do stránky zaměstnance employeeStates a stránky zaměstnava-
tele employeeStatesDetail. Druhá pak analogicky do stránky zaměstnance s názvem
employeeStatesDetail a zaměstnavatele employeeStatesDetailState.
employeeLocationsMap Poslední vkládaná stránka týkající se přijatých dat zaměstna-
vatele. Ta obsahuje mapu pro zobrazení jednotlivých lokací navštívených v rámci jednoho
stavu. Je vkládána do stejných stránek jako employeeLocationList.
employeeProfile Profil zaměstnance, ve kterém jsou zobrazeny informace o zaměst-
nanci uložené v databázi. Stránka dále obsahuje seznam stavů daného zaměstnance, tj.
employeeStatesList.
changePassphrase Změna bezpečnostní fráze zaměstnance daným zaměstnancem, která
je určená pro šifrování dat.
eployer Výchozí stránka zaměstnavatele, která je zobrazena po jeho přihlášení. Obsahuje
seznam zaměstnavatelových zaměstnanců a základních informací o nich.
employerProfile Profil zaměstnavatele, ve kterém jsou zobrazeny informace o zaměst-
navateli uložené v databázi. Stránka dále obsahuje seznam stavů, které jsou spravované
daným zaměstnavatelem. Ty jsou vloženy v rámci stránky employerStatesList.
employerEdit, employeeEdit Stránky zaměstnance určené k editaci profilů zaměst-
nance a zaměstnavatele. Zaměstnanec sám si tedy nemůže měnit informace v profilu, např.
pracovní pozici.
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addEmploye, passphrase Zaměstnavatelovi stránky, které umožňují přidání nového za-
městnance. První obsahuje vlastní informaci o zaměstnanci, druhá pak zobrazí informaci
o přidaném zaměstnanci a automaticky vygenerovanou bezpečnostní frázi.
possibleStateAdd, possibleStateEdit Stránky určené pro správu stavů zaměstnance
zaměstnavatelem. První je určená pro vytvoření nového stavu, druhá pak pro editaci exis-
tujícího stavu.
changePasswordEmploee, changePasswordEmployer Stránky určené pro změnu hesla
pro přihlášení zaměstnance/zaměstnavatele prováděné zaměstnancem/zaměstnavatelem.
6.4 Komunikační rozhraní
Rozhraní pro komunikaci mezi klientem a serverem je založeno na využití dříve uvedených
webových služeb, kdy server poskytuje služby obsahující určité metody, které jsou využívány
(volány) klienty. Schéma komunikačního rozhraní na úrovni jednotlivých tříd je znázorněno
na následujícím obrázku 6.9, ve kterém je mimo jiné vidět i využití jednotlivých manažerů
z vrstvy model a závislosti mezi jednotlivými třídami.
Server
-userMgr : UserFacade
-eeMgr : EmployeeFacade
-stateMgr : StateFacade
-callMgr : CallFacade
-smsMgr : SmsFacade
-locMgr : LocationFacade
-ps:Mgr:PossibleStateFacade
-functions : Functions
+insertStates(username : String, states : List<String>) : String
+insertCalls(username : String, calls : List<String>) : String
+insertSms(username : String, sms : List<String>) : String
+insertLocations(username : String, locations : List<String>) : String
DataStorageWebService
-userMgr : UserFacade
-eeMgr : EmployeeFacade
+ping() : string
+login(username : String, password : String) : String
LoginWebService
-userMgr : UserFacade
-eeMgr : EmployeeFacade
-epsMgr : EmployeePossibleStateFacade
+getStates(username : String) : List<String>
StatesWebService
-RESPONSE_OK : String
-RESPONSE_NONEXISTENT_EMPLOYEE : String
-RESPONSE_NONEXISTENT_USER : String
-RESPONSE_EXEPTION : String
-RESPONSE_BAD_DATA : String
-RESPONSE_ACCESS_DENIED : string
+getEmployeeIdByUsername(userMgr : UserFacade, username : String) : int
+getUserByUsername(userMgr : UserFacade, username : String) : User
+getDecryptedData(userMd5 : String, msg : String) : String
Functions
Klient
+run() : void
<<Interface>>
Runnable
-dm : MonitoringDataManager
-service : DataStorageService
-SEND_SUCCESS : int
-SEND_FAILURE : int
-RESPONSE_OK : String
+run() : void
+MonitoringServiceSender(context : Context, service : DataStorageWebService, dataType : DataType, handler : Handler)
+createWebService(context : Context) : DataStorageWebService
+sendSms() : boolean
+sendCalls() : boolean
+sendLocations() : boolean
+sendStates() : boolean
MonitoringServiceSender
-service : LoginWebService
-LOGIN_SUCCESS : int
-LOGIN_FAILURE : int
-RESPONSE_EXEPTION : String
-RESPONSE_BAD_DATA : String
-RESPONSE_OK : String
+run() : void
+LogioServiceSender(context : Context, service : LoginWebService, dataType : DataType, handler : Handler)
+createWebService(context : Context) : LoginWebService
+doPing() : void
+doLogin() : void
LogioServiceSender
-sm : StatesManager
-service : StatesWebService
-SYNC_SUCCESS : int
-SYNC_FAILURE : int
-RESPONSE_EXEPTION : String
-RESPONSE_BAD_DATA : String
+run() : void
+StatesServiceReceiver(context : Context, service : StatesWebService, handler : Handler)
+createWebService(context : context) : StatesWebService
+doSynchronize() : void
StatesServiceReceiver
1 1 1
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Obrázek 6.9: Diagram tříd komunikačního rozhraní.
Server tedy poskytuje tři webové služby stejného názvu, jako jsou třídy, kterými jsou
dané služby realizovány. V prvním případě se jedná o třídu StatesWebService. Ta obsa-
huje jedinou metodu getStates, která poskytuje aktuální seznam stavů daného uživatele.
Jako parametr přijímá uživatelské jméno daného uživatele. Návratovou hodnotou je pak se-
znam záznamů (textových řetězců), kdy jeden záznam představuje jeden stav ve tvaru
id\tname\tcalls\tsms\tinWidget\tlocationInfoId\nmd5.
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Část locationInfoId pak nabývá řetězce -1 v případě, že se lokace nemají v daném
stavu monitorovat nebo řetězce
id\tprovider\tminTime\tminDistance\tallowLimited
v případě opačném. Jednotlivé hodnoty záznamu pak odpovídají hodnotám sloupců v ta-
bulce TPossibleState, popř. v tabulce TLocationInfo, pokud se v rámci daného
stavu mají monitorovat lokace. Poslední hodnota je pak kontrolní součet zprávy prováděný
algoritmem MD511, který je možné dodatečně změnit za odolnější algoritmus. Pokud do-
jde v průběhu sestavování záznamů k nějaké výjimce je na klienta odeslána odpovídající
informace.
Druhá webová služba je realizována třídou LoginWebService a slouží jednak pro
otestování dostupnosti webové služby (obecně serverové části) pomocí metody ping, která
nepřijímá žádný parametr a vrací textový řetězec. Hlavní náplní je však přihlašování klient-
ských zařízení daných uživatelů. To je prováděno pomocí metody login, kdy je v parame-
trech předáno uživatelské jméno a kontrolní součet hesla. To je ověřeno vůči kontrolnímu
součtu hesla zaměstnance v tabulce Employee. Pokud se dané kontrolní součty shodují, je
na klienta odeslán identifikátor zaměstnance ve tvaru
id\nmd5,
kde část md5 je opět kontrolní součet. Tímto identifikátorem jsou pak podepisovány udá-
losti vzniknuvší na daném zařízení. Pokud se ověření nepodaří, případně dojde v průběhu
algoritmu k nějaké chybě, je odeslána odpovídající informace.
Poslední a nejrozsáhlejší je služba realizovaná třídou DataStorageWebService, která
slouží k ukládání uživatelských dat. Obsahuje metodu pro ukládání stavů (insertStates),
hovorů (insertCalls), textových zpráv (insertSms) a lokací (insertLocations).
Každá z těchto metod přijímá dva parametry. Prvním je uživatelské jméno zaměstnance,
druhým pak seznam řetězců reprezentující záznamy daných dat. Postupně, v případě stavů,
hovorů, zpráv a lokací, se jedná o záznamy tvaru
id\tdt\tpossibleStateID\temployeeID\nmd5,
id\tdt\ttype\tnumber\tname\tduration\temployeeID\possibleStateID
\nmd5,
id\tdt\ttype\tnumber\tname\temployeeID\tpossibleStateID\nmd5,
id\tdt\tprovider\tlatitude\tlongitude\temployeeID\tpossibleStateID
\nmd5.
Jednotlivé části záznamu opět odpovídají sloupcům v daných tabulkách TState, TCall,
TSms a TLocation. Část md5 je již zmíněný kontrolní součet záznamu, possibleStateID
pak identifikátor stavu, při kterém daná událost nastala, a employeeID obdržený identi-
fikátor zaměstnance při přihlášení pomocí předchozí webové služby. V případě, že některá
z operací není v pořádku vykonána, dojde jako obvykle k odeslání odpovídající informace
na klienta.
Klient k interakci s poskytovanými webovými službami využívá tři třídy. První s ná-
zvem StatesServiceReceiver slouží k interakci se službou StatesWebService, tu-
díž k aktualizaci stavů. Další LogioServiceSender je určena k testování dostupnosti a
k přihlášení uživatele, tzn. interaguje se službou LoginWebService. A poslední nazvaná
DataStorageWebService je určena k odesílání uživatelských dat na server.
11http://tools.ietf.org/html/rfc1321
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Třídy obsahují analogické metody jako webové služby. Aktualizace stavů je prove-
dena po zavolání metody doSynchronize, otestování dostupnosti pak po volání doPing,
přihlášení pomocí metody doLogin. Odesílání dat je stejně jako jejich příjem rozděleno do
čtyř metod dle daného typu dat. Jsou to sendStates pro stavy, sendCalls pro hovory,
sendSms pro zprávy a sendLocations pro lokace.
Všechny třídy implementují rozhraní Runnable12, které umožňuje vykonání ve vlast-
ním vlákně. Každá má také konstruktor se shodnými parametry typu Context a Handler
(aktuální kontext a rozhraní pro posílání zpráv z vlákna) a atributy s konstantami pro řízení
běhu programu dle návratové hodnoty z webové služby.
Třídy se samozřejmě liší typem atributu služby (tj. atribut service), který přímo
zpřístupňuje metody dané služby a odpovídá jejímu názvu. Tento datový typ je také pou-
žit jako další parametr v konstruktoru dané třídy a udává návratovou hodnotu metody
createWebService pro vytvoření objektu pro práci s danou službou. Pro třídu zajišťu-
jící synchronizaci stavů se jedná o StatesWebService. Pro třídu určenou pro provádění
přihlašování a testování dostupnosti jde o LoginWebService. A konečně pro třídu, která
zajišťuje odesílání všech typů dat, pak DataStorageWebService.
To, jak je prováděna interakce pomocí klientské třídy (včetně její inicializace) s webovou
službou není zcela triviální, což je jeden z důvodů ke znázornění tohoto problému na násle-
dujícím obrázku 6.10, který je doplněn popisem. Je použit případ aktualizace stavů pomocí
webové služby StatesWebService, tzn. pomocí třídy StatesServiceReceiver a je-
jího atributu typu StatesWebService. Pro ostatní případy (při použití jiných služeb) je
postup obdobný, pouze s jinými třídami v rámci jiných funkcí.
:
StatesWebS
ervice
: Thread:
StatesService
Receiver
: StatesManager
4: List<String>states=getStates()
1.1.1: StatesWebService()
3: doSynchronize()
2: run()
1.4: t.start()
1.3: Thread t=Thread(r)
1.2: Runnable r=StatesServiceReceiver(service, handler)
1.1: StatesWebService service = createWebService()
1: actualize(handler)
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Obrázek 6.10: Příklad využití webové služby pomocí klientských tříd.
V diagramu je vidět, že celá operace aktualizace stavů začíná nalezenou zprávou, která
vyvolává metodu actualize objektu StatesManager. Parametrem metody je již inicia-
lizovaný objekt třídy Handler obvyklého významu. Pomocí metody createWebService
třídy StatesServiceReceiver je vytvořen objekt service třídy StatesWebService.
Ten je přímo určen pro komunikaci s danou webovou službou.
12http://docs.oracle.com/javase/7/docs/api/java/lang/Runnable.html
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Následuje vytvoření objektu třídy Runnable, tj. v tomto případě instance zmíněné
třídy StatesServiceReceiver, která rozhraní Runnable implementuje a vytvoření
objektu Thread, který jako parametr přijímá v předchozím kroku vytvořený objekt třídy
Runnable.
Poté je volána metoda start objektu třídy Thread. Metoda start způsobí spuštění
metody run a následně metody doSynchronize objektu StatesServiceReceiver
ve vlastním vlákně. V rámci metody doSynchronize je pak volána metoda getStates
objektu třídy StatesWebService, která již není volána lokálně, ale na serveru na kte-
rém běží webová služba StatesWebService. Ta navrací seznam záznamů představující
jednotlivé stavy uživatele.
Na závěr je ještě nutné dodat, že všechna zmíněná uživatelská data přenášená mezi klientem
a serverem, tzn. zmíněné záznamy ve formě řetězců, jsou šifrována symetrickým algoritmem
AES13 s 128 bitovým klíčem, který je vytvořen z kontrolního součtu bezpečnostní fráze.
Bezpečnostní fráze je generována pro každého zaměstnance po jeho registraci a je zapsána do
mobilního zařízení a současně uložena do databáze (není nikdy přenášena přes síť). Prozatím
je v čase neměnná – algoritmus tedy není odolný vůči opakovanému odeslání zachycených
paketů. Měl by ovšem zajišťovat základní bezpečnostní cíle jako je utajení a ochrana proti
neoprávněné modifikaci.
Šifrování a dešifrování záznamů, stejně jako výpočet kontrolních součtů je prováděn
pomocí třídy Security, která doposud nebyla uvedena v žádném z diagramů. Ta tedy
obsahuje metody createMd5 pro vytvoření kontrolního součtu zprávy pomocí algoritmu
MD5, encrypt pro zašifrování zprávy a decrypt pro dešifrování zprávy. Zpráva je všem
uvedeným metodám předána formou parametru (jedná se o textový řetězec). Zmíněná třída
Security je s drobnými modifikacemi použita jak na klientovi, tak na serveru (na serveru
je například ještě obohacena o metodu generatePassphrase pro generování náhodné
fráze).
13http://csrc.nist.gov/publications/fips/fips197/fips-197.pdf
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Kapitola 7
Implementace systému
Na základě návrhu obou částí monitorovacího systému byla provedena jejich implementace,
která probíhala pomocí uvedených (viz kapitola 3) nástrojů a technologií. Implementaci a
výslednému systému je věnována tato kapitola.
7.1 Klient
Implementace klientské části aplikace včetně komunikačního rozhraní byla založena na dia-
gramech tříd uvedených na obrázcích 6.2, 6.3 a 6.9. K uvedeným třídám, které tvoří vlastní
aplikaci a komunikační rozhraní, byly ještě vytvořeny dvě samostatné knihovny. Ty je tedy
možné později využít při vytváření libovolné jiné aplikace.
První, s názvem helper, obsahuje jednu finální třídu H se statickými metodami. Ta
slouží k provádění často opakovaných činností, jako například uzavření kurzoru databáze,
přečtení či uložení preference, vytvoření dialogu apod.
Druhá knihovna, nazvaná sdlogging, je určena pro potřeby zápisu ladících informací
do souboru při testování aplikace. Tento soubor je pak uložen na paměťové kartě zařízení
v adresáři dle názvu aplikace a Android zvyklostí.
Další knihovnou, která byla při implementaci klientské části využita, avšak nebyla vy-
tvářena, je knihovna ActionBarSherlock (v diagramu pojmenována sherlock). Jedná
se o knihovnu umožňující do maximální možné míry sjednotit vzhled aplikace na různých
verzích operačního systému Android. Pro více informací viz [41].
Vlastní zdrojové soubory obsahující stejnojmenné třídy byly při implementaci logicky
organizovány do oddělených balíčků. Zmíněné balíčky a zdrojové soubory jsou uvedeny v di-
agramu komponent, který je znázorněn na obrázku 7.1. Jednotlivé balíčky jsou v diagramu
modelovány prvkem balíček. Zmíněné knihovny, zdrojové soubory a výsledná aplikace pak
komponentami s patřičným stereotypem file, library či executable. Jednotlivé ná-
zvy balíčků nejsou, kvůli úspoře místa, uvedeny celé. Ve skutečnosti obsahují ještě společný
prefix cz.vutbr.fit.dip.xkuzel04.. Podobně názvy všech zdrojových souborů navíc
obsahují sufix .java, jakožto identifikátor implementačního jazyka.
Také nejsou uvedeny závislosti mezi jednotlivými soubory (pouze mezi jednotlivými
knihovnami). Ty odpovídají závislostem mezi jednotlivými třídami, které plynou z asociací
uvedených na obrázcích 6.2 a 6.3. Zjednodušeně řečeno, pokud třída A implementovaná
v souboru A nějakým způsobem využívá třídu B implementované v souboru B, pak je
soubor A závislý na souboru B.
Za speciální zmínku stojí balíček services. Jedná se o balíček, který obsahuje zdrojové
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soubory (a v nich odpovídající třídy) nutné pro komunikaci s webovými službami. Těchto
souborů je poměrně velké množství (pro každou funkci každé služby jeden a nějaké pomocné
navíc). Důležité je, že mohou být pro dané webové služby automaticky generovány. To je
prováděno pomocí nástroje wsdl2java, který, jak je psáno na stránce projektu (viz [17]),
zpracuje WSDL dokument a na základě něho vytvoří třídy v jazyce Java, pomocí kterých
je možné pracovat se službou.
Aby byla komunikace ze službou opravdu možná, je ještě nutné přidat do projektu
knihovny, které jsou ve třídách využívány (a třídy mírně upravit změnou některých datových
typů, opravou chyb apod.). Jedná se o knihovny jinouts-ws, jinouts-ws-support,
soapUI, soap-xmlbeans-1.2, wsdl4j-1.6.2-fixed, které jsou včetně dalších infor-
mací dostupné na stránce projektu android-ws-client (viz [36]).
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Obrázek 7.1: Diagram komponent klientské části aplikace.
Výsledná aplikace Ukázky výsledné klientské aplikace jsou uvedeny na obrázku 7.2.
Ten obsahuje všechny obrazovky aplikace. Postupně se jedná o sadu widgetů, hlavní menu,
správce stavů, detail k vybranému stavu, nastavení (dvě obrazovky), nápovědu a informace
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o aplikaci.
Co se týče sady widgetů, tak na obrázku nejsou zobrazeny naprosto všechny widgety.
Ostatní jsou však velmi podobné. U každého z widgetů je možné vidět zobrazení právě
aktuálního stavu. V případě hlavního menu se jedná o kompletní menu se všemi funkcemi.
Hlavní menu je spuštěno po stisku ikony aplikace (popř. z některého z widgetů) zobrazené
na prvním obrázku společně s widgety. V seznamu stavů jsou vidět aktuální stavy uživa-
tele (Domov, Práce, Cesta a Přestávka) se zvýrazněným právě aktuálním stavem. Kromě
přepnutí stavu může uživatel po kliknutí na právě aktuální stav tento stav deaktivovat,
čímž se dostává zpět do stavu Přihlášen. Po stisku ikony pro zobrazení informace o da-
ném stavu dojde ke zobrazení dialogu, který je na dalším obrázku v pořadí. Mimo názvu
daného stavu jsou v dialogu zobrazeny prakticky všechny informace z tabulky stavů, tzn.
všechny informace, které se daného stavu týkají. Další dva obrázky aplikace jsou věnovány
asi dvěma třetinám nastavení (poslední třetina se věnuje především ladění). Poslední dva
obrázky aplikace jsou ryze informačního charakteru – první zobrazuje krátkou nápovědu,
druhý pak informace o aplikaci.
Obrázek 7.2: Ukázky výsledné klientské aplikace.
Poznámka: Na první ukázce aplikace je uveden i jeden dodatečně vytvářený widget, který
není uveden v návrhu, vzniknuvší přímo dle požadavků pana Ing. Michala Stracha. Widget
obsahuje rychlé volby pro zobrazení třech stavů s nastaveným příznakem inWidget.
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7.2 Server
Implementace jednotlivých vrstev serverové části systému a komunikačního rozhraní byla
samozřejmě také prováděna na základě uvedených diagramů tříd (viz obrázky 6.6, 6.8, 6.7
a 6.9).
Při implementaci byla použita jedna externí knihovna s názvem gmaps4jsf. Dle do-
movské stránky projektu (viz [20]) se jedná o knihovnu pro kompletní integraci Google map
do internetových stránek vytvářených pomocí technologie JSF. Přesně k tomuto účelu byla
knihovna v serverové části systému použita.
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Obrázek 7.3: Diagram komponent serverové části aplikace.
Podobně jako při implementaci klientské části aplikace, byly i nyní jednotlivé třídy,
resp. zdrojové soubory obsahující tyto třídy, logicky umísťovány do jednotlivých balíčků.
Zmíněné balíčky a obsažené zdrojové soubory jsou opět vyobrazeny diagramem kompo-
nent, který je znázorněn na obrázku 7.3. Pro uvedený diagram platí stejné vlastnosti jako
v případě diagramu komponent klientské části systému, které jsou uvedeny výše. Prefix
jednotlivých balíčku je nyní cz.vutbr.fit.pis., protože implementace serverové části
byla vytvořena jako nástavba nad projektem do předmětu PIS1. Tento projekt byl realizo-
1Pokročilé informační systémy.
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vána v dvoučlenných týmech2, proto je v jednotlivých souborech striktně uveden (na úrovni
tříd, popř. metod pokud se na třídě podíleli oba autoři) identifikátor autora (xkuzel04,
xkotas02).
Většina tříd uvedených v diagramu byla už poměrně přesně popsána v návrhu (v před-
chozí kapitole). Menší pozornost byla však věnována pomocným třídám v balíčku helpers.
Jak bylo uvedeno, typicky se jedná pouze o třídy obalující větší množství atributů. Výjim-
kou jsou snad pouze třídy Geocoder a PropertiesLoader. Třída Geocoder umožňuje
provádět reverzní geokódování. Reverzní geokódování je proces, kdy se souřadnicím (země-
pisné šířce a zeměpisné délce) přiřadí konkrétní adresa. Toho je dosaženo pomocí webové
služby z tzv. Google Maps API3. Třída PropertiesLoader slouží k načtení a násled-
nému použití vlastností dle daného jazykového nastavení. Vlastnostmi jsou typicky textové
řetězce určené k lokalizaci aplikace.
Výsledná aplikace Ukázky výsledné serverové aplikace jsou zobrazeny na následujících
obrázcích 7.4 – 7.21. Na prvním z obrázku je znázorněna přihlašovací obrazovka pro oba
typy uživatelů. V hlavičce stránky je zobrazen název aplikace, který provádí přesměrování
na výchozí stránku dle aktuálního kontextu. V její spodní části je možné vidět odkaz pro
přesměrování na stránku určenou pro registraci zaměstnavatele. Ta je zobrazena na obrázku
7.5.
Obrázek 7.4: Přihlášení uživatele.
Obrázek 7.5: Registrace zaměstnavatele a informace o úspěšném provedení.
2Týmový kolega byl Bc. Marek Kotásek, xkotas02.
3https://developers.google.com/maps/documentation/geocoding
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Po úspěšně provedené registraci dojde k zobrazení náležité informace s možností pře-
směrování zpět na přihlašovací stránku, kde je možné použít data z registrace (uživatelské
jméno a heslo) a nově vytvořeného zaměstnavatele přihlásit.
Po přihlášení je zaměstnavatel přesměrován na jeho hlavní obrazovku, která obsahuje
seznam zaměstnanců. Ten je zobrazen na obrázku 7.6, přičemž v horní polovině obrázku
v seznamu zaměstnanců ještě není žádný zaměstnanec uveden.
Obrázek 7.6: Výchozí stránka zaměstnavatele a seznam obsahující zaměstnance.
Na výchozí stránce zaměstnavatele je pak možné provést přidání nového zaměstnance.
To se provede pomocí formuláře zobrazeného v horní polovině obrázku 7.7. V jeho spodní
polovině je zobrazena informace o úspěšném přidání zaměstnance s uživatelským jménem
steve a automaticky vygenerovaná bezpečnostní fráze.
Obrázek 7.7: Přidání nového zaměstnance.
Po potvrzení formuláře dojde k přesměrování zpět na domovskou stránku zaměstna-
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vatele, přičemž na ní je již zobrazen nově zaregistrovaný zaměstnanec. To je nastíněno na
obrázku 7.6 (resp. v jeho dolní polovině), kdy jsou v seznamu zaměstnanců zobrazeni dva
zaměstnanci společně s informacemi, které se jich týkají (pracovním vytížení v aktuálním
a minulém měsíci, pracovní pozice, současný stav a poslední známá lokace).
Obrázek 7.8: Zobrazení a editace profilu zaměstnance zaměstnavatelem.
Každý zaměstnanec může být odstraněn, může být zobrazen jeho profil a více informací
o jeho datech. Při odstranění zaměstnance dojde samozřejmě k odstranění všech dat, které
se zaměstnance týkají. Zobrazení profilu zaměstnance je možné vidět v horní části obrázku
7.8, přičemž v jeho spodní části je zobrazena editace jeho profilu.
Obrázek 7.9: Zobrazení profilu zaměstnance se všemi možnými stavy.
V profilu zaměstnance je možné také vidět jeho aktuální stavy, které je možno dle po-
třeby deaktivovat. Neaktuální stavy zaměstnance jsou pak zobrazeny pomocí volby Prˇidat
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stav (viz obrázek 7.9) a mohou být pro daného zaměstnance aktivovány. Také je možné
libovolný stav upravovat nebo nový stav přidat.
Obrázek 7.10: Editace existujícího stavu, popř. vytváření stavu nového.
Editace existujícího stavu i vytváření nového stavu je znázorněno na obrázku 7.10 (vy-
tváření se od editace liší pouze nadpisem a nepředvyplněnými hodnotami). Při obou ope-
racích je možné ovlivňovat všechny parametry daného stavu. Důležitá je především volba
pracovní pozice, která udává, pro jakou pracovní pozici je daný stav určen (může být určen
pro všechny). Pokud dojde následně k přidání zaměstnance, tak mu jsou automaticky přiřa-
zeny stavy, které jsou určeny pro jeho pracovní pozici a pro všechny pracovní pozice. Pouze
tyto stavy jsou také zobrazeny v profilu zaměstnance (obrázek 7.8 a 7.9).
Obrázek 7.11: Profil zaměstnavatele.
Podobně pokud dojde k vytvoření nového stavu, tak je tento stav nastaven jako ak-
tivní pro všechny zaměstnance na dané pracovní pozici, popř. na všech pozicích. Všechny
změny týkající se stavů se samozřejmě v mobilním zařízení zaměstnance projeví až po jejich
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aktualizaci.
Přidání nového stavu i jeho editaci je pak možno provádět také v rámci profilu zaměst-
navatele. Na stránku profilu (viz 7.11) zaměstnavatel vstoupí po kliknutí na svoje jméno
v hlavičce (na obrázcích Bill Gates). V profilu zaměstnavatele jsou zobrazeny všechny stavy
daného zaměstnavatele. Ty je možné, jak bylo řečeno, editovat, popř. přidávat nové, ale také
mazat. Mazání je však povoleno pouze tehdy, pokud daný stav není aktivován u žádného
zaměstnance a současně nebyly v rámci daného stavu uložena žádná data o která by mohl
zaměstnavatel přijít.
Obrázek 7.12: Změna hesla.
Také je možné v rámci profilu zaměstnavatele měnit údaje o zaměstnavateli, tzn. daný
profil editovat. V tom případě je použit již uvedený formulář (znázorněn na obrázku 7.8).
Podobně je možné měnit heslo pro přihlášení. K tomuto účelu slouží další z jednoduchých
formulářů (viz obrázek 7.12).
Obrázek 7.13: Měsíční přehled daného zaměstnance.
Obrázek 7.14: Přehledový seznam stavů daného zaměstnance za určitý měsíc.
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Pokud je nutné zobrazit více informací o daném zaměstnanci, je možné v tabulce za-
městnanců (viz obrázek 7.6) pomocí volby Vı´ce přejít k měsíčnímu přehledu daného za-
městnance. Měsíční statistiky jsou znázorněny na obrázku 7.13. Je v nich pro každý měsíc,
pro který jsou v databázi nějaká data, zobrazen provolaný čas, počet textových zpráv,
množství pracovních hodin a lokačních záznamů. Odpracované hodiny jsou počítány tak,
že zaměstnanec je v práci vždy, když není odhlášen.
V měsíčním přehledu je možné, podobně jako v seznamu zaměstnanců, zobrazit detail-
nější přehled daného měsíce. Tento detailnější přehled se skládá ze pěti seznamů.
Jedná se o seznam stavů (seskupeno dle daného stavu či detailně), textových zpráv,
telefonních hovorů a navštívených lokací v daných stavech. Do každého ze seznamů je možné
přejít z měsíčního přehledu zaměstnance po kliknutí na danou hodnotu. Po kliku na hodnotu
pracovních hodin se přejde do seznamu stavů, po kliku na počet zpráv do seznamu zpráv
apod.
Obrázek 7.15: Detailní seznam stavů daného zaměstnance za určitý měsíc.
Nad každým uvedeným seznamem je navíc zobrazena hodnota zobrazující celkové in-
formace o aktuálních datech uvedených v seznamu. Typicky se jedná o počet záznamů,
celkovou dobu trvání hovoru, celkovou dobu trvání stavu apod.
Seznam stavů poskytuje přehledovou (viz obrázek 7.14) a detailní (viz obrázek 7.15)
informaci o využití pracovní doby, tzn. rozdělení pracovních hodin mezi jednotlivé stavy.
Obrázek 7.16: Seznam zpráv daného zaměstnance za určitý měsíc.
V přehledovém seznamu stavů je zobrazen každý stav, který byl u daného zaměstnance
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alespoň jedenkrát aktivní, celková doba trvání daného stavu, počet zpráv a telefonních ho-
vorů v daném stavu a počet seskupených lokací v daném stavu. Po kliku na libovolnou
hodnotu týkající se daného stavu dojde k přesměrování na odpovídající seznam s odpoví-
dajícími položkami. Mimo to je možné nastavit filtry všech seznamů dle vlastností daného
stavu.
V detailním seznamu stavů jsou zobrazeny v podstatě stejné informace jako v přehle-
dovém seznamu. Rozdílem je, že v detailním seznamu nejsou jednotlivé stejné stavy sesku-
povány do jednoho záznamu, ale každý stav tvoří jeden záznam. Je tak možné kontrolovat
jaký čas strávil zaměstnavatel v daném stavu, od kdy do kdy a v jakém pořadí byl daný stav
aktivován, jaké operace daný zaměstnance prováděl a kde se pohyboval. Také je možné pře-
cházet mezi seznamy uvedeným způsobem, popř. zúžit počet položek v daných seznamech
pomocí filtru u každého záznamu.
Obrázek 7.17: Seznam hovorů daného zaměstnance za určitý měsíc.
Seznam textových zpráv a hovorů (viz obrázky 7.16 a 7.17) obsahuje všechny informace,
které jsou pro daný hovor či zprávu uloženy v databázi, přičemž jeden záznam seznamu
představuje jeden hovor či zprávu.
Obrázek 7.18: Seznam lokací daného zaměstnance za určitý měsíc.
Naproti tomu seznam navštívených lokací (viz obrázek 7.18) je vázán k danému stavu,
ve kterém byla lokace navštívena. Pokud je například zaznamenáno deset lokací v rámci
jednoho stavu, například v rámci stavu Schůzka, pak je do seznamu vložen jeden záznam,
který obsahuje informace kdy byla zaznamenána první a poslední lokace v rámci uvedeného
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stavu Schůzka a obsahuje všechna umístění, která v rámci tohoto záznamu byla navštívena.
Každý takto uložený záznam je pak možné zobrazit v mapě v dolní části stránky, přičemž
dojde ke zobrazení všech umístění, která byla v rámci tohoto záznamu uložena. Nad uve-
denou mapou je pak ještě zobrazeno, kterého záznamu se dané zobrazení týká. Vše je
znázorněno na obrázku 7.19, který mimo mapy obsahuje i spodní část seznamu.
Pokud dojde ke kliknutí na libovolný ukazatel v mapě, dojde ke zobrazení malého infor-
mačního okna. To obsahuje informace o tom, kolikátá je tato daná lokace v pořadí v rámci
záznamu v seznamu, datum a čas kdy přesně byla navštívena, adresu dané lokace, pokud
je dostupná, a název poskytovatele, od kterého byla lokace obdržena.
Obrázek 7.19: Zobrazení lokací v rámci daného záznamu.
Jak bylo uvedeno na začátku u obrázku 7.4 s přihlašovací obrazovkou, přihlášení je
umožněno všem typům uživatelů, tzn. nejen zaměstnavatelům, ale i zaměstnancům (ti musí
být samozřejmě registrováni u nějakého zaměstnavatele). Pokud dojde k přihlášení zaměst-
nance, tak následuje přesměrování na jeho výchozí stránku. V tomto případě se jedná o již
uvedené (obrázek 7.13) měsíční statistiky s tím rozdílem, že je v hlavičce uvedeno jméno
zaměstnance. Od této obrazovky má zaměstnanec stejné možnosti jako jeho zaměstnavatel,
tzn. může prohlížet své záznamy týkající se daného měsíce (stavy, zprávy, hovory a lokace)
tak, jak je to znázorněno na obrázcích 7.14, 7.15, 7.16, 7.17, 7.18 a 7.19.
Navíc, obdobně jako mohl zaměstnavatel zobrazit a spravovat profil zaměstnance (ukázka
viz obrázek 7.9), může i zaměstnanec zobrazit svůj vlastní profil. V takto zobrazeném profilu
má však zaměstnanec jiné pravomoci než jeho zaměstnavatel. Nemůže editovat informace
v zobrazené profilu (např. nemůže se změnit pracovní pozici) a také nemůže nijak pracovat
se stavy (aktivovat, deaktivovat, přidávat či editovat). Tyto operace jsou čistě záležitostí
zaměstnavatele.
Může však měnit vlastní heslo pro přihlašování (formulář již zobrazen na obrázku 7.12)
a bezpečnostní frázi pro komunikaci mezi klientem a serverem. Vzhled profilu zaměstnance
zobrazený vlastním zaměstnancem je zobrazen na obrázku 7.20. Formulář pro změnu fráze
pak na obrázku 7.21.
Na posledních dvou ukázkách je navíc vidět zmíněná změna jména v hlavičce stránky.
Navíc, pokud je přihlášen jakýkoliv uživatel, je v hlavičce zobrazen i odkaz, který vede na
jeho odhlášení. V tom případě dojde k přesměrování zpět na přihlašovací stránku. Pokud je
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Obrázek 7.20: Zobrazení profilu zaměstnance zaměstnancem.
Obrázek 7.21: Změna bezpečnostní fráze.
uživatel v nečinnosti delší dobu (nyní více než třicet minut), dojde k jeho automatickému
odhlášení a při pokusu jakkoliv pracovat s aplikací k jeho opětovnému přesměrování na
přihlašovací nebo chybovou stránku.
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Kapitola 8
Testování výsledného systému
Výsledný systém byl dle dostupných možností co nejintenzivněji testován v reálném pro-
středí s reálnými daty. Nasazení jednotlivých softwarových prvků systému na fyzickou ar-
chitekturu, která byla použita při testování, je reprezentováno odpovídajícím diagramem –
diagramem nasazení. Ten je znázorněn na obrázku 8.1.
<<device>>
Mobilní telefon s OS Android
<<device>>
Notebook s OS Linux
<<artifact>>
logger.apk
Aplikační a webový server
JDBC ovladač
<<artifact>>
WorkingAssistant.war
instance
Databázový server
<<SQL>><<HTTP>> <<JDBC>>
Visual Paradigm for UML Community Edition [not for commercial use] 
Obrázek 8.1: Diagram nasazení jednotlivých prvků při testování.
Uzel Mobilní telefon s OS Android byl realizován telefonem HTC Desire HD (Android
verze 2.3.5), na němž byla nainstalována klientská část aplikace (reprezentováno artefaktem
logger.apk). Druhý uzel Notebook s OS Linux pak přenosným počítačem Lenovo T420s
s operačním systémem Ubuntu 12.10. V tomto uzlu
”
běželo“ vše potřebné k provozování
serverové části systému (artefakt WorkingAssistant.war), tj. aplikační server (Glassfish
3.1.2.2), který obsahuje i server webový, a databázový server MySQL (verze 5.5.31). Mezi
uvedenými dvěma servery byl umístěn ještě příslušný ovladač.
Zaznamenávání událostí Za celou dobu výsledného testování došlo k zaznamenání cel-
kem 280 uživatelských činností. Z toho 30 se týkalo odeslaných a přijatých zpráv, 24 te-
lefonních hovorů s celkovou délkou 17 minut 20 sekund, 144 zaznamenaných lokací a 82
změněných stavů. Dále bylo v rámci testování provedeno 11 testů dostupnosti webového
serveru, 13 přihlášení a 15 aktualizací stavů. Tyto údaje jsou pro přehlednost umístěny
v tabulce 8.1.
Důležité je, že dle ladícího souboru zaznamenané textové zprávy a telefonní hovory
přesně odpovídají historii zpráv a hovorů v mobilním zařízení. Stejně tak jsou správné
hodnoty uloženy v databázi využívané a spravované serverem, tudíž byly správně odeslány
a přijaty. Z toho důvodů odpovídají i hodnoty v grafickém uživatelském rozhraní serveru
(v seznamu zpráv a hovorů uvedených na obrázcích 7.16 a 7.17).
Podobně jsou shodné počty zaznamenaných lokací a změn stavů s počty uloženými
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v databázi (to opět značí fungující komunikaci). Dané změny stavů jsou pak také správně
zobrazeny (již bez stavu Odhlášen) v detailním přehledu stavů (viz obrázek 7.14). Také
odpovídá celkový počet uvedených pracovních hodin (97 hodin 5 minut a 56 sekund), který
současně udává dobu testování. Odpovídající je také délka trvání jednotlivých stavů a
operace, které byly v rámci daného stavu vykonány. Tzn. zdá se být ověřena funkčnost
poměrně složitých algoritmů pro detailní a přehledový výpis využití pracovní doby.
Odpovídající hodnoty daných událostí jsou také zobrazeny v měsíčním přehledu daného
zaměstnance a u daného zaměstnance na výchozí stránce zaměstnavatele.
Událost Počet zaznamenání/provedení
Test dostupnosti 11
Přihlášení 13
Aktualizace stavů 15
Změna stavu 82
Textová zpráva 30
Telefonní hovor 24
Změna lokace 144
Tabulka 8.1: Počty provedených či zaznamenaných událostí.
Odesílání záznamů Při testování nebylo samozřejmě vždy dostupné internetové připo-
jení nebo serverová část systému. Proto nedošlo k odeslání požadavků (z klienta na server)
a k obdržení odpovědí (ze serveru na klienta) s četností odpovídající daným událostem.
V těchto případech, týkají-li se monitorovaných dat, přichází na řadu mechanismy, které
zaručují odeslání monitorovaných událostí později. Tzn. pokud nebylo dostupné připojení
nebo server (popř. obojí), vznikla při odesílání výjimka, na základě které byl záznam o udá-
losti uložen do vnitřní databáze klienta a později přidán k záznamu při vzniku stejné udá-
losti. Pokud nejde o monitorovaná data, ale o uživatelské akce (např. přihlášení), tak je na
uživateli, kdy danou akci provede znovu.
Událost Započato Vykonáno
WiFi Mobilní Žádné WiFi Mobilní
Test dostupnosti 2 5 4 2 4
Přihlášení 4 6 3 4 6
Aktualizace stavů 5 9 1 5 8
Změna stavu 30 54 11 29 33
Textová zpráva 10 29 0 10 13
Telefonní hovor 11 12 9 11 8
Změna lokace 60 72 20 50 29
Tabulka 8.2: Počty započatých a vykonaných odeslání událostí.
Celkově tedy došlo k provedení 357 pokusů o odeslání dat. 122 pokusů proběhlo při
připojení mobilního zařízení k WiFi, 187 při připojení k mobilnímu internetu a 48 v případě,
kdy mobilní zařízení nebylo připojeno k internetu žádným způsobem. Z toho 11 se týkalo
62
testu dostupnosti, 13 přihlášení, 15 aktualizace stavů, 95 změny stavů, 39 textových zpráv,
32 telefonních hovorů a 152 změn lokace.
Bližší informace týkající se pokusů o odesílání dat jsou uvedeny v tabulce 8.2. Sloupec
Započato udává, kolikrát v rámci jakého internetového připojení došlo k pokusu o odeslání
záznamu o provedení dané události ze sloupce Událost. Hodnota Žádné značí, že mobilní
zařízení nebylo při dané operaci připojeno k internetu. Další možnostmi jsou WiFi a Mobilní
připojení. Sloupec Vykonáno udává celkový počet doopravdy odeslaných záznamů daných
událostí.
V tabulce je tedy vidět, že např. 30 zaznamenaných textových zpráv se snažila aplikace
odeslat pomocí 39 pokusů, přičemž 23 dopadlo úspěšně. Navíc je možno pozorovat, že
dodatečné pokusy nebyly vynuceny díky nepřipojení mobilního zařízení, ale z jiného důvodu
(typicky právě nedostupnosti serveru). To také znamená, že v některých záznamech musel
být uveden více než jeden výskyt dané události. Podobně s ostatními typy událostí.
Časová náročnost Informace o časové náročnosti zpracování jednotlivých událostí při
testování v případě různých typů připojení a dostupného serveru jsou uvedeny v tabulce
8.3. Ve sloupci Celkem je uvedena celková hodnota v sekundách, která byla nutná pro
odeslání všech záznamů o provedených událostech (uvedených v druhé tabulce tabulce)
v rámci daného připojení. Ve sloupci Průměrně je pak uveden průměr pro odeslání jednoho
záznamu o dané události. V rámci daných hodnot je započítáno i několik požadavků na ruční
zpracování událostí (v rámci nastavení), které v případě, že není žádná událost daného typu
lokálně uložena, neprovádí fyzické odesílání (pouze informuje o tom, že zpracování proběhlo
úspěšně). Skutečná hodnota, kdyby každý požadavek vyvolal interakci s webovou službou,
by pak byla o něco vyšší.
Z tabulky tedy vyplývá, že vykonání odeslání 29 záznamů s událostí Změna Stavu po-
mocí mobilního připojení trvalo celkem 42 sekund, jeden záznam pak asi 5 sekund. Podobně
to platí i pro ostatní události.
Tyto hodnoty se však silně váží ke konkrétnímu testování a jsou velmi závislé na rychlosti
internetového připojení, dostupnosti serveru a pravděpodobně i na výkonnosti mobilního
zařízení i serverového stroje. Také do jisté míry záleží na velikosti jednotlivých záznamů.
Událost Celkem Průměrně
WiFi Mobilní WiFi Mobilní
Test dostupnosti 2 15 1 4
Přihlášení 9 42 2 7
Aktualizace stavů 5 42 1 5
Změna stavu 44 185 1 6
Textová zpráva 9 105 1 8
Telefonní hovor 22 13 2 2
Změna lokace 164 124 3 4
Tabulka 8.3: Časová náročnost přenosu dat při zpracování událostí.
V tabulce nejsou uvedeny dva speciální případy, tj. případy, když není dostupné žádné
internetové připojení na mobilním zařízení a když není dostupná serverová část aplikace.
V případě, že není není dostupné internetové připojení, tak dojde u všech typů událostí
k okamžitému (při testování maximálně jedna sekunda) přerušení činnosti. Pokud není
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dostupná serverová část aplikace, tak dojde u všech typů událostí v rámci obojího typu
připojení k vypršení časové limitu a k přerušení činnosti. Délka časového limitu je v režii
knihoven pro práci s webovými službami a je poměrně proměnlivá. Z testovacích výskytů
však vyplývá, že se hodnota pohybuje nejčastěji okolo tří minut. V některých případech
však došlo k vyvolání výjimky až asi po dvaceti minutách. Výsledná hodnota vypočítaná
jako průměr všech hodnot se díky uvedeným extrémům vyšplhala na zhruba dvojnásobek
nejčastější hodnoty, tzn. asi šest minut.
Datová náročnost Další velmi důležitou vlastností aplikací využívající internetové při-
pojení je velikost přenášených dat (především v rámci mobilního připojení). Při testování
aplikace byla datová náročnost aplikace měřena pomocí dvou prověřených aplikací (Radio-
Opt Traffic Monitor verze 4.7.11 a O 3G Watchdog Pro 1.202) pro monitorování datového
provozu nainstalovaných aplikací. Hodnoty v obou aplikacích se kupodivu poměrně hodně
rozcházely.
Celková hodnota přenesených dat klientskou aplikací za celou dobu testování byla při
WiFi připojení asi 1.367 MB, při mobilním připojení pak 1.522 MB.
Je třeba si uvědomit, že na rozdíl od předchozí tabulky, ve které nejsou speciální případy
(tj. nedostupné internetové připojení nebo serverová část aplikace) zahrnuty, vzniká datový
přenos i v případě, kdy je nedostupný server a současně klient disponuje internetovým
připojením. Po několikanásobném odzkoušení (30 pokusů) a zprůměrování hodnot se jedná
asi o 150 B. Odeslání požadavku se samozřejmě nepodaří – dojde k přerušení na základě
zmíněného časového limitu.
Stejně tak je důležité říct, že záznam obsahující více událostí daného typu je úspornější,
než několik záznamů obsahující vždy jen jednu událost daného typu (např. Změnu stavu).
Je tomu tak proto, že v prvním případě dochází pouze k jednomu stažení specifikace služby
(v kapitole 3 zmíněný WSDL popis služby), kdežto v druhém případě je specifikace stažena
tolikrát, kolik je daných záznamů. Toho může být využito např v aplikacích, kde není nutná
aktuálnost dat, ale je kladen důraz na co nejmenší datové přenosy.
Klientská aplikace Mimo obsluhu uvedených událostí (zaznamenávání uživatelských
dat, aktualizace stavů apod.), což je hlavní náplň aplikace, bylo zvlášť testováno její grafické
uživatelské rozhraní. To probíhalo pomocí nástroje monkey, což je dle popisu uvedeném
na [3] program, který generuje pseudonáhodné uživatelské a systémové události. Pseudo-
náhodných událostí může být libovolný počet a test může být dle potřeby konfigurován.
Jedinou podmínkou je, že daná aplikace musí být spuštěna na emulátoru v rámci vývojo-
vého prostředí Eclipse a nikoliv na fyzickém zařízení. Pokud pak dojde při testování dané
aplikace k neošetřené výjimce či chybě, tak je vypsána odpovídající zpráva.
Klientská aplikace byla pomocí zmíněného nástroje monkey testována v emulátoru s OS
Android 4.1.2 a bylo jí zasláno celkem 1000 událostí (týkající se především uživatelské
interakce). V rámci aplikace při obsluze událostí nedošlo k žádnému problému.
Webový server V rámci serveru došlo k otestování všech formulářů (vytvoření za-
městnance/zaměstnavatele, editace zaměstnance/zaměstnavatele, vytvoření/editace stavu
apod.) uvedených v předchozí kapitole 7. Také byly prověřeny výpočty sumarizující ak-
tuální data v seznamech a filtrování pomocí více kritérií. Mimo to došlo ještě ke kontrole
1https://play.google.com/store/apps/details?id=com.radioopt.widget
2https://play.google.com/store/apps/details?id=net.rgruet.android.g3watchdogpro
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funkčnosti algoritmů, odstínění jednotlivých dat v případě více zaměstnavatelů a k ověření
správy dat při více zaměstnancích. Při těchto testech nebyl zaznamenán žádný problém.
Také byl prověřen vzhled webového rozhraní v nejpoužívanějších internetových pro-
hlížečích na operačních systémech Linux (konkrétně Ubuntu 12.10) i Windows (konkrétně
Windows 8). Jednalo se o prohlížeče Google Chrome3, Opera4, Firefox5 a speciálně ve Win-
dows pak o Internet Explorer6 (všechny v nejnovějších verzích). Vzhled rozhraní vypadal až
na malé odchylky (např. použitý font) ve všech prohlížečích na obou operačních systémech
jednotně.
Výše popsané vlastnosti budou však, stejně jako celý systém, nejlépe prověřeny praxí při
reálném použití monitorovacího systému – bohužel nebyl naplněn původní příslib pana Ing.
Michala Stracha, že se tak stane již před odevzdáním práce.
3http://www.google.com/intl/cs/chrome/browser
4http://www.opera.com
5http://www.mozilla.org/cs/firefox/new
6http://windows.microsoft.com/cs-cz/internet-explorer/internet-explorer-help
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Kapitola 9
Závěr
V práci jsou nejprve představeny některé aplikace (resp. systémy) sloužící pro monitorování
činností uživatelů prováděných pomocí mobilního zařízení. Dále jsou popsány nástroje a
technologie, které jsou použity v následujících kapitolách. Jedná se především o operační
systém Android a strukturu aplikace tohoto systému z hlediska vývojáře, platformu Java
(speciálně její část Java EE a architekturu webové aplikace vytvářené pomocí technologie
Java EE) a servisně orientovanou architekturu (zvláště pak nejznámější a nejpoužívanější
technologii pro její implementaci – webové služby).
Následuje poměrně podrobná analýza sledování vybraných činností (na úrovni názvů
funkcí a konstant programovacího jazyka Java) prováděných se zařízením s OS Android.
Jedná se o způsob detekce změny lokace, několik metod k zaznamenání informací o prove-
deném telefonním hovoru a zaznamenání informací o textové zprávě.
Poté je uvedena specifikace požadavků na vlastní monitorovací systém (jeho klientskou
i serverovou část), který je principiálně odlišný od uvedených existujících řešení. Na základě
specifikace požadavků je pak vytvořen návrh (na úrovní klíčových tříd a jejich metod) obou
částí systému i komunikačního rozhraní mezi nimi. Je také specifikováno, jakým způsobem,
pomocí jakých knihoven a nástrojů, je možné volat metody webových služeb z aplikací pro
OS Android. Následně je pomocí vhodných diagramů jazyka UML zobrazeno rozdělení jed-
notlivých tříd (uvedených v návrhu) do balíčků při implementaci obou částí systému. Jsou
prezentovány také výsledky implementace, tj. náhledy klientské aplikace pro OS Android
a serverové aplikace pro webové prostředí. Nakonec jsou uvedeny metody testování celého
systému (resp. jeho jednotlivých částí).
Dosažené výsledky Výsledkem diplomové práce je (na základě uvedených testů) funk-
ční monitorovací systém, který je schopný provozu v reálném prostředí. Tento systém je
odlišný od existujících řešení filosofií řízeného monitorování dle konfigurovatelných stavů,
na základě kterých jsou zjišťovány další statistické údaje (např. pracovní doba). Díky konfi-
guraci jednotlivých stavů může být systém (s minimální úpravou popisků na serveru) použit
k zaznamenávání libovolných činností libovolných osob, nikoliv pouze zaměstnanců. Navíc
s možností v rámci činností monitorovat hovory, zprávy a lokace. Může např. zazname-
návat, kolik času strávil žák studiem daného předmětu (stavy by pak představovaly dané
předměty), jak dlouho je věnováno sportovním činnostem (stavy by pak představovaly dané
sportovní činnosti) apod.
Zpracováním jednotlivých etap životního cyklu softwaru při vývoji uvedeného systému
došlo ke splnění všech bodů zadání diplomové práce. Do systému také byly v maximální
možné míře zaneseny připomínky a požadavky Ing. Michala Stracha z firmy Agerit.
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Možnosti rozšíření V rámci rozšíření serverové části systému by mohlo v budoucnu dojít
k většímu přizpůsobení uživatelského rozhraní pro zobrazení v internetových prohlížečích
v mobilních zařízeních. Uživatel připojený k internetu by měl pak kromě nainstalované
klientské části možnost přehledně zobrazit svá data. Dále pak k rozšíření možností konfi-
gurace jednotlivých stavů, kdy by u daného stavu byly volby pro automatickou aktivaci a
deaktivaci, pokud by se uživatel nacházel na dané lokaci nebo danou lokaci opustil. Vklá-
dání lokací by přitom probíhalo co nejpřívětivěji, např. pomocí mapy. Touto funkcí by se
proces přepínaní stavů, s určitým procentem spolehlivosti daným lokačním providerem,
mohl naprosto zautomatizovat.
Také by v rámci serverové části bylo vhodné provést optimalizaci algoritmů pro vy-
tváření datových struktur zobrazených do jednotlivých seznamů (především do detailního
seznamu stavů), popř. přidání stránkování. Důvodem je, že v koncové fázi testovaní s větším
množstvím dat v databázi klesla odezva především uvedeného seznamu.
V rámci rozšíření klientské části budou pravděpodobně vytvořeny další widgety s rych-
lými volbami pro dané stavy. Tyto widgety jsou, jak se ukázalo při testování, ideální pro
ovládaní aplikace.
Díky využití implementačně nezávislého mechanismu (webových služeb) pro komunikaci
mezi klientem a serverem je v budoucnu teoreticky možné systém rozšířit o klientské aplikace
pro jiné mobilní operační systémy, než je Android. Jedná se především o systém iOS1 a
Windows Phone2.
1http://www.apple.com/cz/ios/what-is
2http://www.windowsphone.com
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