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ANOTACE 
Tato diplomová práce se věnuje problematice vývoje multimediálních aplikací na 
platformě Java Micro Edition. Cílem je navrhnout a realizovat aplikaci umožňující hovor 
dvou účastníků. V první části práce je charakterizována platforma J2ME, její konfigurace a 
profily. Další část se zaměřuje na základní vlastnosti signalizačního protokolu SIP a protokolu 
pro přenos multimediálních dat RTP. Návrh aplikace s sebou nese výběr vhodných 
komponent. Jedná se především o výběr virtuálního stroje JVM a knihoven pro signalizaci 
SIP a přenos dat RTP. Hlavní část práce popisuje strukturu aplikace, grafické rozhraní a 
tvorbu instalačních balíčků. Je zde také nastíněn postup přizpůsobení multimediální knihovny 
Java Media Framework ve verzi Cross Platform. 
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ABSTRACT 
This diploma thesis deals with developing multimedia applications on Java Micro 
Edition platform. The aim of this work is to design and implement the application which 
could establish a call between two users. The first part of the work describes J2ME platform, 
its two configurations and profiles. Next part is focused on Session Initiation Protocol and 
Real-time Transport Protocol. The application design consists of choosing the suitable virtual 
machine JVM, SIP and RTP libraries. The main part of this work describes application 
structure, graphic user interface and installation packages creating. It also shows a way of 
customizing the media stack - Java Media Framework, version Cross Platform. 
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ÚVOD 
Trendem dnešní doby je nahrazování mobilních telefonů výkonnějšími zařízeními, tzv. 
smartphony. Tato zařízení zpravidla obsahují mobilní operační systém, který nabízí širší 
možnosti využití. S tím je spojen i přenos audio a videohovorů. Nebudeme-li uvažovat služby 
mobilních operátorů a zaměříme-li se na VoIP (Voice over IP) komunikaci, zjistíme, že 
mnoho aplikací tohoto typu na mobilní platformě není. Připojení do sítě IP je řešeno buď 
prostřednictvím sítě UMTS, která nemá příznivé vlastnosti pro služby v reálném čase, nebo 
prostřednictvím bezdrátové síťové karty WiFi. Právě tato možnost poskytuje širokopásmové 
připojení a tím i lepší vlastnosti a možnosti. 
Tato práce má za úkol prozkoumat možnosti hovorů v J2ME. Problematika vývoje 
mobilních aplikací v programovacím jazyce Java je velice široká a práce se v úvodní kapitole 
snaží nastínit srovnání dvou konfigurací a jejich profilů platformy J2ME. Jsou zde 
porovnávány jejich vlastnosti a typy virtuálních strojů. 
Realizace hovoru je založena na signalizaci pomocí protokolu SIP a přenosu audio 
(popř. video) dat protokolem RTP. Protokol SIP, který slouží k oddělení signalizace hovoru 
od přenosu multimediálních dat a patří mezi pilíře hovoru. Z tohoto důvodu je mu v práci 
věnováno dostatek prostoru. Je zde popsána jeho struktura, žádosti a odpovědi včetně ukázky 
signalizace při sestavování a ukončování spojení. Ačkoli existuje více signalizačních 
protokolů jako například H.323 či jeden z novějších IAX (původně navržen pro komunikaci 
mezi Asterisk ústřednami), protokol SIP je dnes nejvíce využívaným signalizačním 
protokolem a všechny jeho vlastnosti vyhovují navrhované aplikaci. 
Pro přenos multimediálních dat je výhradně používán protokol RTP (Real-time 
Transport Protocol). Práce stručně charakterizuje vlastnosti protokolu a přehledově srovnává 
typy přenášených dat pomocí RTP. 
Během návrhu aplikace je diskutováno nad dostupnými možnostmi při výběru 
vhodných komponent pro vytvoření funkční aplikace. Jsou zkoumány a srovnávány možnosti 
mobilních operačních systému a dostupných virtuálních strojů. Při návrhu aplikace jsou 
hledány vhodné knihovny pro realizaci signalizace (tzv. SIP stack), knihovny pro přenos 
a zpracování multimediálních dat (media stack) a knihovny grafického rozhraní. 
Samotná realizace aplikace má za cíl vytvoření vhodného propojení jednotlivých 
stacků, tady vytvoření funkčního rozhraní, které využívá knihovnu signalizace a knihovnu 
přenosu multimediálních dat k sestavení relace, kompresi a přenosu audio dat dle 
dohodnutých parametrů. Důležitým prvkem je také vytvoření grafického uživatelského 
rozhraní, pomocí kterého je uživatel informován o probíhajících úkonech a kterým může 
aplikaci ovládat. V práci je popsána struktura aplikace a jsou zde popsány řešené problémy 
s přizpůsobením media stacku na mobilní platformu. Z důvodu snazší distribuce aplikace jsou 
vytvořeny instalace, které uživateli před prvním spuštěním aplikace ušetří spousty úkonů při 
kopírování a nastavování. 
Realizovanou aplikaci je třeba podrobit testům na funkčnost v různých variantách 
komunikace. Poslední část práce popisuje testované události a zobrazuje výpis z analyzátoru 
paketů při realizaci spojení a přenosu komprimovaných dat. 
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1 JAVA 2 MICRO EDITION 
Programovací jazyk Java vnikal už od počátku 90. let. Původní jazyk Oak byl 
postaven na vlastnostech jazyka C++, ze kterého byly odstraněny některé prvky jako 
ukazatele a správa paměti řízené programátorem. Společnost Sun přejmenovala jazyk Oak na 
Java a vytvořila první produkt – přenositelný prohlížeč HotJava. Licenci prodala společnosti 
Netscape a vznikl první Java applet. Postupem času bylo do těchto appletů ustoupeno a 
v dnešní době jsou již prakticky nahrazeny JavaScriptem či Macromedia Flash. 
Společnost Sun oficiálně vydala platformu Java 2, kterou rozdělila na několik edicí. 
Základním balíkem je J2SE (Java 2 Standard Edition), který obsahuje všechny potřebné 
aplikační součásti. Pro použití platformy Java na podnikové úrovni či v prostředí aplikačních 
serverů byla vydána edice J2EE (Java 2 Enterprise Edition) s podporou tzv. servletů, JSP 
(Java Server Pages) apod.. Třetím balíkem je platforma pro mobilní zařízení J2ME (Java 2 
Micro Edition). Veškeré platformy jsou založeny na předchůdci Java 2, kterým byl JDK 1.1 
(Java Development Kit) [17]. 
1.1  ARCHITEKTURA J2ME 
Java je objektově orientovaný jazyk. Jednoduchý, snadno přenositelný, na platformě 
a operačním systému nezávislý, jenž je spustitelný na jakémkoliv zařízení s nainstalovaným 
virtuálním strojem JVM (Java Virtual Machine).  
Programovací jazyk Java se skládá ze tří komponent, kterými jsou: 
• programovací jazyk, 
• Java Virtual Machine, 
• Java API - aplikační programovací rozhraní. 
Aplikace programované v jazyce Java jsou zkompilovány do pseudokódu, nazývaného 
též „bytecode“ a distribuovány v unifikovaném na platformě nezávislém formátu. Ke spuštění 
aplikace, tedy přeložení bajtových instrukcí na instrukce, kterým již hardware rozumí, je třeba 
virtuální stroj Java Virtual Machine. Ten je napsán v jazyce C a zkompilován speciálně pro 
konkrétní operační systém resp. zařízení. Společnost Microsoft vyvinula obdobu JVM - .NET 
Framework, který překládá svůj bytekód různých programovacích jazyků (programovací 
jazyk Java nevyjímaje) zkompilovaných ve formátu .NET. 
Java API je sada standardizovaných knihoven obsahující třídy, které jsou k dispozici 
programátorovi a obsahující implementaci různých návrhových vzorů. 
Při programování aplikace v programovacím jazyku Java je zdrojový kód ukládán do 
souborů s příponou .java (např. application.java). Při kompilaci aplikace dochází k vytvoření 
souborů s příponou .class (např. application.class), které jsou již ve formátu „bytekódu“. Pro 
distribuci aplikace se využívá JAR soubor (Java ARchive), který může obsahovat více class 
souborů a soubor s metadaty. Při vytváření tzv. MIDletů (viz kapitola 1.2) je spolu s JAR 
souborem distribuován soubor JAD (JAva Description), který nese popisující informace 
12 
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(název MIDlet balíku, požadavky na konfiguraci a profil a jejich verze, velikost JAR souboru, 
atd.). 
Java platforma Java 2 Micro Edition je určená pro mobilní a další omezenější zařízení 
(kopírky, set-top boxy, apod.). Do této kategorie spadá celá řada zařízení s rozmanitými 
funkcemi a schopnostmi, která jsou postavená na různých softwarových a hardwarových 
produktech. Nelze tedy vytvořit jediný softwarový balík, jako je tomu u J2SE, ale je nutno 
zařadit každé zařízení do skupiny dle výkonu a oblasti použití. Platforma J2ME je tedy 
v zásadě rozdělena na konfigurace a profily. 
Konfigurace specifikuje virtuální stroj a API, které je prakticky ořezanou verzí J2SE 
API. Konfigurace se určuje podle typů a přístupnosti paměti, typu a rychlosti procesoru 
a dostupnosti, kvalitě a spolehlivosti síťového připojení. Sama o sobě neumožňuje ani 
aplikace vytvářet, ani spouštět. Tvoří základ profilu. Definuje dvě konfigurace – CDC 
(Connected Device Configuration) a CLDC (Connected Limited Device Configuration). 
Profil leží pomyslně nad konfigurací. Specifikuje prakticky celé prostředí aplikace. 
Profily jsou definovány kvůli rozšíření základní konfigurace o další Java třídy a metody pro 
konkrétní typy zařízení a jejich použití. Obr. 1.1 popisuje konfigurace a jejich rozšiřující 
profily. 
 
CLDC CDC
M
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 Profile
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A
 Profile
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Foundation profile
R
M
I
G
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Obr. 1.1: Konfigurace a profily J2ME 
Každá konfigurace obsahuje specifický virtuální stroj a jádro Java tříd, které poskytují 
programovací prostředí pro aplikační software. Omezení procesoru a paměti vylučuje využití 
plného virtuálního stroje J2SE VM.  
1.2  KONFIGURACE CLDC A JEJÍ PROFILY 
Tato konfigurace je určena pro méně výkonné zařízení, jako jsou mobilní telefony 
nebo méně výkonné PDA s dostupnou pamětí řádově 512 kB. Obecně platí, že minimální 
požadovaná velikost paměti je 128 kB pro VM (zpravidla ROM, popř. flash paměti) a 32 kB 
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pro dynamickou alokaci paměti aplikací (doporučeno je však mnohem více, RAM paměť). 
Java aplikace v konfiguraci CLDC pro tato zařízení jsou nazývány MIDlety. [17]
CLDC má definovány dva základní profily (viz Obr. 1.1) a to MIDP (Mobile 
Information Device Profile) v aktuální verzi 2.0 a PDAP (Personal Digital Assistant Profile). 
Oba profily jsou si velmi podobné: 
•  MIDP přidává konfiguraci přístup do sítě, komponenty uživatelského rozhraní a 
možnosti lokálního úložiště. Tento profil je určen pro mobilní telefony (omezené 
možnosti displeje, malý úložný prostor, základní přístup do sítě postaven na 
HTTP 1.1). 
• PDAP poskytuje totéž co MIDP, avšak je určen pro zařízení s kvalitnějším displejem 
(i dotykovým) a více dostupné pamětí, než nabízí mobilní telefony. 
Virtuální stroj určený pro zařízení s nižším taktem procesoru a ne zrovna velkou 
pamětí je KVM (Kilobyte Virtual Machine). Samozřejmostí je absence některých balíčků a 
tříd standardně používaných při překladu JVM. Například není definována podpora datových 
typů float a double a žádná ze tříd a metod využívající tyto datové typy nebo plnohodnotný 
balíček síťového připojení TCP/IP, který je nahrazen slabší variantou. Garbage collector je 
optimalizován pro velikost paměti. KVM jsou zpravidla již implementovány v ROM 
pamětech cílových zařízení přímo od výrobce [17]. 
1.3  KONFIGURACE CDC A JEJÍ PROFILY 
Konfigurace CDC je určena pro zařízení s 2 MB a více paměti pro VM (Virutal 
Machine) a knihovny tříd (ROM nebo flash paměť). Je také vyžadována větší paměť RAM 
pro třídy aplikace a Java haldu (heap). Zpravidla se jedná o zařízení s 32-bitovým procesorem 
a připojením do sítě formou TCP/IP. Aktuální specifikace J2ME Connected Device 
Configuration 1.1 nese označení JSR 218 [10]. 
Konfigurace CDC je na profily bohatší než výše zmiňovaná slabší sestra CLDC. 
Prvním profilem CDC je tzv. Základní profil označován jako Foundation Profile (FP), na 
němž je založena většina dalších profilů (viz Obr. 1.1). Tento profil doplňuje a přidává mnoho 
dalších balíčků z J2SE, které neobsahuje základní konfigurace CDC. Specifikace JSR 219 
[11] definuje aktuální verzi Foundation Profile 1.1. Asi nejdůležitějším přínosem FP jsou 
třídy uživatelského rozhraní.  
Následné rozšíření základnového profilu jsou profily Personal Basic a Personal. První 
jmenovaný přidává základnovému profilu funkce uživatelského rozhraní, jehož funkčnost je 
umocněna Personal Profile. Tento nabízí rozšířenější možnosti. Specifikace JSR 217 [3] 
definuje Personal Basic Profile 1.1, specifikace JSR 216 [1] definuje Personal Profile 1.1. 
Komplexní balík Personal Profile tvoří také základ námi navrhované aplikace. 
Za zmínku stojí poslední dva profily a to RMI a Game Profile. Profil RMI přidává knihovny 
Remote Method Invocation z J2SE. Tento profil je určen pro vzdálený přístup k objektům 
z pozice klient. Game Profile je profil přidávající knihovny J2SE potřebné pro tvorbu her. 
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Virtuální stroj této konfigurace je o mnoho výkonnější než u dříve zmiňované 
konfigurace CLDC. Podle specifikace podporuje CVM (virtuální stroj pro CDC) všechny 
funkce jako plná verze VM pro J2SE. CVM počítá s menší pamětí, kterou disponují mobilní 
zařízení a tomu je také přizpůsoben garbage collector. Nicméně CVM neobsahuje HotSpot 
technologii a JIT (Just-In-Time) kompilátor [17]. Existuje referenční implementace CVM, 
která je nezkompilovaná – pouze ve zdrojovém kódu. Obecně je tento virtuální stroj navržen 
k vysoké přenositelnosti na různé platformy. Společnost Sun však neposkytuje verzi VM 
přímo pro PocketPC (Microsoft Windows Mobile). Některé firmy (IBM, Insignia Solutions, 
apod.) produkují komerční CDC virtuální stroje, které se však liší funkcemi a jsou určeny pro 
zařízení s konkrétním operačním systémem. Přehled virtuálních strojů CVM pro operační 
systém Microsoft Windows Mobile se nachází v kapitole 4.2.  
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2  SIP – SESSION INITIATION PROTOCOL 
Při realizaci hovoru je vhodné oddělení signalizace a přenosu multimediálních dat. SIP 
je signalizační protokol aplikační vrstvy sloužící k vytváření, modifikaci a ukončování relací 
multimediálního charakteru. Jedná se ASCII textový protokol spojující dva nebo více 
účastníků. Protokol je postaven na modelu klient-server a dokáže pracovat nad transportními 
protokoly TCP, UDP i TLS. Aktuální oficiální dokument, který definuje vlastnosti SIP má 
označení RFC 3261 [12]. 
Funkce SIPu při sestavování relace: 
• SIP zprostředkovává základní signalizaci mezi účastníky a zřizuje relaci. 
• SIP užívá SDP (Session Description Protocol) pro klasifikaci spojení v rámci 
relace. 
• SIP užívá některý z protokolů pro přenos multimediálních dat (zpravidla RTP). 
Koncoví uživatelé vlastní adresu, která slouží k identifikaci a nese i informace 
o lokaci. Tento identifikátor se nazývá URI (Uniform Resource Identifier).  
 
Obr. 2.1: Ukázka jednoduché relace SIP 
2.1 SIP PRVKY SÍTĚ 
Nejdůležitějším prvkem při SIP komunikaci je koncový účastník, v SIP terminologii 
nazývaný UA (User Agent), který obsahuje dvě rozhraní. Jsou to UAC (User Agent Client) 
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a UAS (User Agent Server). Dalšími SIP prvky jsou Proxy server, Redirect server a Registrar 
server. Tyto body jsou blíže popsány v následujících podkapitolách. 
2.1.1  User Agent 
Koncový prvek SIP sítě (pevné SIP telefony, software na PC či mobilním zařízení). 
Každý User Agent sestává ze dvou části – UAS a UAC. Klientská část UAC je část aplikace, 
která vznáší požadavky vůči UAS (server). UAS je aplikační část zodpovědná za přijímání 
SIP požadavků od UAC a podle potřeby na ně odpovídá. Na Obr. 2.1 je volající v pozici UAC 
a volaný odpovídá jako UAS. Model komunikace je pro internet typický klient – server. 
2.1.2  Proxy server 
Slouží jako prostředník při vznášení požadavků či přeposílání signalizačních zpráv od 
UAS, UAC nebo od jiného Proxy serveru. Pokud se UAC i UAS nacházejí ve správě stejného 
Proxy serveru, postará se o předání požadavků přímo server. Pokud tomu tak není, Proxy 
server směřuje požadavky na jiný Proxy server. 
2.1.3  Redirect server 
Tento server se stará o přesměrování uživatelů, kteří chtějí být dostupní se zachováním 
své SIP identity i v případě, že mění geografickou lokaci. Při příjmu žádosti od UA nebo 
Proxy serveru zasílá odpověď s informací, kam má UA směrovat svoje žádosti (odpověď 3xx 
– více viz kapitola 2.5.3). 
2.1.4  Registrar server 
Díky tomuto serveru je uživatelům umožněno přihlášení z různých adres sítě. SIP 
klient zašle serveru požadavek REGISTER při změně adresy, ten žádost akceptuje a uloží si 
novou adresu klienta. SIP klient může kontaktovat Registrar server dvěma způsoby. Přímo, 
pokud zná potřebné informace nastavené v klientovi. Nepřímo, kde používá multicastovou 
adresu pro kontaktování Registrar serveru.  
Dalšími SIP prvky v síti mohou být Location Server, Gateway (brána propojující 
s jinými sítěmi). Výše jmenované servery jsou obvykle spojeny v jedno zařízení nazývané SIP 
server. 
2.2 ROZŠÍŘENÉ FUNKCE SIPU 
• Mapování jmen a přesměrování – překlad popisných jmenných informací uživatelů na 
SIP informace o lokaci. 
• Možnosti vyjednávání – z důvodu různé dostupnosti přenosových kapacit účastníků má 
SIP možnost zajistit přiměřené využití média v závislosti na průběhu relace. 
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• Management účastníků – tato funkce umožňuje účastníkům řídit spolupráci nově 
příchozích do relace nebo ukončení aktivních účastníků během relace. Příkladem může 
být konferenční relace. 
• Management dostupnosti – SIP je schopen monitorovat dostupnost média během 
relace a tak, je-li třeba, provést potřebná upravení. Dynamická kapacita vyrovnává 
vzájemnou součinnost uživatelů s jinými uživateli nastavující relaci dynamicky 
v závislosti na spočítané matici kapacit. [8] 
2.3  ADRESACE 
Jak již bylo zmíněno v úvodu, SIP pro adresaci využívá Uniform Resource Identifiers 
(URIs). Tento identifikátor je podobný e-mailové adrese a je definován v dokumentu RFC 
2396.  
sip:user:password@host:port;uri-parameters?headers 
user – identifikátor uživatele, tato část adresy je sice volitelná, avšak je-li uveden znak @, 
musí být tato část adresy zadána. 
password – heslo, přidružené k uživateli, používání není doporučeno z hlediska bezpečnosti, 
protože URI je zasílán jako otevřený text. 
host – zprostředkovatel SIP, je možno zadat jméno domény či adresu ve formě IPv4 nebo 
IPv6. 
port – číslo portu, kam má být zaslána žádost. 
V případě vytáčení veřejného telefonního čísla se využívá tzv. ENUM (Electronic 
NUMbering, tElephone NUmber Mapping) podle standardu RFC 2916. Jedná se o mapování 
telefonního čísla podle E.164 na formát URI. Např. telefonní zadané ve formátu 
+420599123456 je převedeno do formátu 6.5.4.3.2.1.9.9.5.0.2.4.e164.arpa a je vrácen 
odpovídající DNS záznam ve formátu SIP URI obecně: 
sip:nnnnn@domain;user=phone nebo sip:nnnnn@host:5060;user:phone. 
Některé hardwarové telefony umožní vytočit přímo IPv4 adresu např. 192.168.2.9 ve 
formě #192168002009. Do formátu SIP URI je pak převeden na: 
sip:192.168.2.9:5060. 
2.4 ŽÁDOSTI - METODY 
Zde jsou stručně charakterizovány nejdůležitější žádosti Prvních šest níže popsaných 
metod je popsáno v RFC 3261 [12], následujících sedm v dalších dokumentech RFC: 
INVITE – žádost o sestavení spojení mezi uživateli a k modifikaci parametrů sestaveného 
spojení. Tato žádost vždy obsahuje tělo zprávy s informacemi typu QoS (Quality of Service), 
zabezpečení apod. Ukázka metody INVITE se nachází kapitole 2.6. Při sestavování relace na 
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Obr. 2.1 je metoda INVITE odesílána na straně volajícího z UAC vůči UAS na straně 
volaného. 
ACK – potvrzení přijetí odpovědi 200 OK (Acknowledge). Tělo zprávy může obsahovat 
informace popisného protokolu SDP pomocné pro sestavení relace přenosu dat. 
OPTIONS – žádost vůči serveru/uživateli na dostupné služby a funkce. Proxy server nikdy 
negeneruje tuto žádost. 
BYE – požadavek o ukončení sestavené relace, ať už ze strany volajícího nebo volaného. 
Tuto metodu nemohou použít proxy servery či dalších (nekoncové) prvky sítě. 
CANCEL – požadavek na předčasné ukončení ještě nesestaveného spojení (např. ze strany 
volajícího před potvrzením požadavku INVITE) 
REGISTER – metoda informuje síť SIP o aktuálním Contact URI uživatele UA pro správné 
směrování požadavků, popř. pro jeho registraci na Registrar serveru. Jedná se dočasnou 
registraci a je třeba informace zasílat s periodickou pravidelností. 
SUBSCRIBE – metodu je používána UA k nastavení určitého časového intervalu, kdy je 
možno přijímat zprávy metody NOTIFY. Metoda vytváří dialog mezi UAC a UAS a obsahuje 
pole Expires, který určuje dobu trvání, po kterou je možno přijímat upozorňovací zprávy.  
REFER – metoda užívaná UA pro zjištění přístupu k URI (či jeho zdroji) jiného UA. 
NOTIFY – tato metoda se používá k doručování informaci o výskytu konkrétní události 
MESSAGE – metoda požívaná pro přenos textových zpráv přes protokol SIP, jako payload 
těla zprávy je zde přenášený text (pole hlavičky Content-Type obsahuje text/plain). Tento SIP 
Instant Messaging je popsán v dokumentech RFC 3428 a RFC 3682. 
UPDATE – metoda se užívá k modifikaci stavu relace, aniž by došlo k přerušení či jiné 
změně stavu dialogu. 
INFO – tato metoda slouží k zasílání signalizačních informací mezi uživateli, kteří mají mezi 
sebou sestavenou relaci multimediálních dat (např. přenos tónů DTMF – zasílá identifikátor 
stisknuté číslice a dobu trvání v ms). 
PRACK – metoda slouží k potvrzování příjmu přenesených prozatímních informačních 
odpovědí ze skupiny 1xx.  
Při sestavování relace se používána metoda „three-way hand-shaking“, ve které volaný 
odesílá 2xx OK dokud volající neodpoví žádostí ACK [8]. 
2.5 ZPRÁVY ODPOVĚDÍ 
Odpovědi generované UAS nebo SIP serverem na žádosti ze strany UAC jsou obecně 
značeny dekadicky trojciferným číslem, přičemž první číslice udává skupinu odpovědi 
a následující dvě cifry ji blíže specifikují. Existuje šest základních skupin zpráv odpovědí. 
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Prvních pět je velice podobných HTTP, šestá je vytvořena přímo pro SIP. V této kapitole jsou 
uvedeny nejvíce používané typy zpráv odpovědí a jejich vlastnosti. 
1xx – Informational – odpovědi informačního charakteru, 
2xx – Success – akceptující odpovědi, 
3xx – Redirection – odpovědi o přesměrování, mohou zasílat novou lokaci volaného, jedná se 
o konečné odpovědi, 
4xx – Client error – chybové odpovědi, které vyjadřují problém na volající straně (např. 
chybná syntaxe), jedná se o konečné odpovědi, 
5xx – Server failure – chybové odpovědi ze strany serveru, žádost od volajícího přišla 
v pořádku, ale server při zpracování selhal, výzva k opětovnému zaslání požadavku 
volajícího, 
6xx – Global failure – odpověď o nemožnosti splnění požadavku žádným serverem. 
2.5.1 Informační zprávy 1xx 
Tyto odpovědi informují o průběhu volání. Jedná se o volitelné zprávy a nejsou 
konečné. Všechny zprávy této třídy jsou bod-bod odpovědi a měly by obsahovat tělo zprávy 
(vyjma 100 Trying). 
100 Trying – nemusí obsahovat tělo zprávy a není nikdy přesměrována, servery generují tyto 
zprávy při inicializaci spojení, aby minimalizovali žádosti INVITE v síti. 
180 Ringing – indikuje, že žádost INVITE byla obdržena UA a došlo k jeho upozornění, tělo 
zprávy může nést QoS nebo bezpečnostní informace. 
181 Call is Being Forwarded – informuje o přesměrování volání na jiné koncové zařízení, 
tedy pravděpodobně bude odpověď na volání trvat déle. 
182 Call Queued – indikuje obdržení INVITE požadavku a zařazení do fronty. 
183 Session Progress – indikuje, že informace o průběhu relace může být prezentována v těle 
zprávy nebo toku multimediálních dat, musí obsahovat pole To a Contact.  
2.5.2 Zprávy o úspěchu 2xx 
Zprávy 2xx informují o tom, že žádost byla zpracována úspěšné nebo akceptována. 
200 OK – zpracování proběhlo úspěšně, při potvrzení INVITE žádosti nese v těle zprávy 
vlastnosti media UAS volajícího, v případě odpovědi na jinou žádost ukončuje aktuální 
požadavky s úspěchem. 
202 Accepted – informuje o obdržení a pochopení požadavku ze strany UAS, ale nebyl 
zpracován serverem, využívá se jako odpověď na žádosti SUBSCRIBE a REFER. 
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2.5.3 Zprávy o přesměrování 3xx 
SIP server ve funkci Redirect serveru posílá odpovědi z této třídy v případě příchozích 
požadavků INVITE. User Agent je touto zprávou informován o nové URI volaného uživatele.  
300 Multiple Choices – tato zpráva obsahuje v hlavičce více polí Contact, které obsahují 
možné lokace URI volaného, pořadí jednotlivých kontaktů je uváděno podle priority. 
301 Moved Permanently – zpráva o trvalém přesměrování, odpověď nesoucí nové trvalé 
URI volaného, další žádosti typu INVITE jsou již posílány sem. 
302 Moved temporarily – odpověď o dočasném přesměrování, nese aktuální URI volaného, 
avšak neukládá se a je využita jednorázově. 
305 Use Proxy – tato zpráva obsahuje URI směrující na Proxy server nesoucí autorizační 
informace o volající straně. 
380 Alternative Service – odpověď vracející URI indikující typ služby volané strany. 
2.5.4 Zprávy o chybě na straně klienta 4xx 
Kategorie odpovědí požívaných serverem nebo UAS informujících o nemožnosti 
splnění části či celých vznesených žádostí. Zpravidla se jedná o chyby v syntaxi z klientské 
strany. Těchto zpráv je několik desítek, a proto jsou jen stručně charakterizovány a podrobněji 
popsány jen ty, které nastávají nejčastěji. 
400 Bad Request – nesprávný příkaz/požadavek, nepochopeno serverem, špatná syntaxe. 
401 Unauthorized – neautorizovaný přístup, vyžaduje autorizaci. 
402 Payment Required – požadována platba. 
403 Forbidden – zamítnuto, server požadavek přijal, ale byl zamítnut. 
404 Not Found – nenalezeno, server nenalezl URI volaného uživatele. 
405 Method Not Allowed – metoda není povolena, server neodpovídá. 
406 Not Acceptable – nepřijatelné. 
407 Proxy Authentication Required – požadována autentizace proxy. 
408 Request Timeout – časový limit vypršel. 
409 Conflict – blíže nespecifikovaný konflikt. 
410 Gone – žádaný uživatel již není k dispozici. 
411 Length Required – délka zprávy vyžadována. 
413 Request Entity Too Large – entita příkazu je příliš dlouhá. 
414 Request-URI Too Long – identifikátor URI je příliš dlouhý. 
415 Unsupported Media Type – typ média není podporován. 
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416 Unsupported URI Scheme – schéma URI není podporováno. 
420 Bad Extension – použita pro server nesrozumitelná rozšíření SIP protokolu. 
421 Extension Required – je požadováno rozšíření. 
423 Interval Too Brief – interval je příliš krátký. 
480 Temporarily Unavailable – cílový URI je dočasně nedostupný. 
481 Dialog/Transaction Does Not Exist – požadovaný hovor/transakce neexistuje. 
482 Loop Detected – detekována smyčka. 
483 Too Many Hops – příliš mnoho „hopů“. 
484 Address Incomplete – adresa není úplná. 
486 Busy Here – zaneprázdněn, obsazeno. 
487 Request Terminated – požadavek ukončen. 
488 Not Acceptable Here – nepřijatelný požadavek. 
489 Bad Event – nesprávná událost. 
491 Request Pending – požadavek při čekání, používaný pro oddělení. 
493 Request Undecipherable – nepodařilo se dešifrovat část těla S/MIME. 
2.5.5 Zprávy o chybě na straně serveru 5xx 
Zprávy informující o tom, že požadavky nemohou být zpracovány z důvodu chyby na 
straně serveru. Odpověď může v hlavičce obsahovat pole Retry-After s časovým intervalem, 
po kterou není server dostupný. 
500 Server Internal Error – vnitřní chyba serveru. 
501 Non Implemented – neimplementováno, požadavek nebo odpověď SIP není 
implementována. 
502 Bad Gateway – nesprávná brána. 
503 Service Unavailable – služba není dostupná.  
504 Gateway Timeout – časový limit serveru nebo brány. 
505 Version Not Supported – server nepodporuje tuto verzi SIP protokolu. 
513 Message Too Large – zpráva je příliš velká. 
2.5.6 Zprávy o všeobecné chybě 6xx 
Zprávy o globálním selhání. Touto skupinou odpovědí server oznamuje, že kamkoliv 
přijde tento vznášený požadavek (metoda), vždy dojde k selhání. Při obdržení této odpovědi 
by žádost neměla být posílána znovu (na jiný server). Stejně jako u odpovědí typu 5xx, i zde 
může zpráva nést v hlavičce pole typu Retry-After. 
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600 Busy Everywhere – vše zaneprázdněno, ukončující verze odpovědi 486 Busy Here. 
603 Decline – odmítnutí. 
604 Does Not Exist Anywhere – nikde neexistuje, obdoba 404 Not Found. 
606 Not Acceptable – nepřijatelné. 
2.6 UKÁZKA KOMUNIKACE SIP 
Obr. 2.1 zobrazuje jednoduchou signalizační relaci při žádosti o spojení, potvrzení 
žádosti, až po ukončení relace. V této kapitole jsou podrobně popsány těla SIP a SDP zpráv 
při navazování spojení volajícím a odpovědi volaného. 
Pro názornost je použita komunikace vytvořené aplikace SIPcall. Přestože se jedná 
o lokální spojení bez Registrar serveru, k signalizaci je použito všech důležitých položek SIP 
zpráv. Zobrazeny a popsány jsou požadavek INVITE a odpověď 200 OK s popisem relace 
SDP. Dále metoda ACK potvrzující odpověď a zahajující relaci přenosu dat. Poslední 
popsanou metodou je BYE žádající o ukončení relace. Volající má uživatelské jméno „user1“, 
volaný „user2“ a hostitelské adresy jsou IP adresy jejich síťových rozhraní. 
 Tab. 2.1: Ukázka metody INVITE 
Request-Line: INVITE sip:user2@192.168.22.102 SIP/2.0 
Via: SIP/2.0/UDP 192.168.22.101:5060;rport;branch=z9hG4bK14698 
Max-Forwards: 70 
To: <sip:user2@192.168.22.102:5060> 
From: <sip:user1@192.168.22.101>;tag=z9hG4bK75983640 
Call-ID: 419516279858@192.168.22.101 
CSeq: 1 INVITE. 
Contact: <sip:user1@192.168.22.101> 
Allow: INVITE, ACK, CANCEL, OPTIONS, BYE, REFER, NOTIFY, MESSAGE, 
SUBSCRIBE, INFO 
User-Agent: mjsip stack-SIPcall Svoboda 2009 
Content-Length: 156 
Content-Type: application/sdp 
Session Description Protocol Version (v): 0 
Owner/Creator, Session Id (o): sip:user1@192.168.22.101 0 0 IN IP4 
192.168.22.101 
Session Name (s): Session SIP/SDP 
Connection Information (c): IN IP4 192.168.22.101 
Time Description, active time (t): 0 0 
Media Description, name and address (m): audio 28802 RTP/AVP 3 
Media Attribute (a): rtpmap:3 GSM/8000 
První řádek začíná názvem metody INVITE (žádost o sestavení relace), následuje URI 
(Uniform Resource Identifier) volaného účastníka (viz kapitola 2.3) a informace o verzi 
protokolu SIP. Tento řádek je v SIP terminologii označován jako start line. 
Na druhém řádku se nachází první část hlavičky, tedy Via. Jedná se o pole, které může 
být ve zprávě vícekrát (podle počtu SIP uzlů, kterými zpráva prošla). Zde je možno vyčíst 
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opět verzi protokolu SIP, typ protokolu transportní vrstvy (zde UDP), následuje IP adresu 
uzlu, kterým zpráva prošla a za znakem dvojtečky číslo portu. Za středníkem se nachází tzv. 
branch, což je unikátní identifikátor transakce. 
Na třetím řádku se nachází pole Max-Forward, které nese hodnotu maximálního počtu 
uzlů, kterými může zpráva projít (obdoba TTL v IP paketu). Každý uzel tuto hodnotu 
dekrementuje. 
Pole To zpravidla obsahuje jméno vložené do uvozovek a URI volaného v lomených 
závorkách. Pokud není explicitně určován port, za IP adresu či doménu v URI se číslo portu 
udávat nemusí a požadavek je posílán na implicitní port 5060, na kterém poslouchá UAS 
volaného.  
Následující pole From obsahuje adresu volajícího v obdobném formátu jako pole 
předchozí. Při komunikaci přes např. softswitch Asterisk bude URI volajícího adresováno 
jako účet serveru a tedy URI bude obsahovat uživatelské jméno uživatele a IP adresu IP PBX 
serveru Asterisk. V případě přímé adresace bez registrace bude uvedena IP adresa síťového 
rozhraní. Za středníkem je ještě uveden tag parametr, což je unikátní identifikátor dialogu 
(pro každou komunikující stranu). 
Pole Call-ID nese jednoznačný identifikátor hovoru. Z důvodu globální unikátnosti 
udává za sekvenci čísel a písmen ještě znak zavináče a doménové jméno či IP adresa. 
Následuje pole CSeq udávající číslo žádosti a její název. Při každém dalším požadavku 
(metodě) je číslo inkrementováno. 
Dalším je pole Contact, které nese URI volajícího účastníka. V případě, že je volání 
uskutečněno přes síť internet a volající účastník má privátní adresu, je tedy za NATem, je 
nastavena veřejná adresa a volný port. 
V poli Allows jsou vyjmenovány všechny použitelné žádosti (metody). Následuje pole 
User-Agent, které nese informace informaci o aplikaci UA. 
Pole Content-Type: určuje typ „payload“ dat – těla zprávy. S tím je spojeno i další 
pole Content-Length, které udává velikost zprávy v těle. 
Právě v těle zprávy se nachází popis relace SDP (Session Description Protocol). Ten 
slouží k dohodnutí komunikujících stran na formátu přenášených multimediálních dat. 
Informuje o dostupných audio/video kodecích a dochází k vyjednávání volající a volané 
strany. 
První řádek SDP (v) informuje o verzi tohoto protokolu. V položce Owner/Creator 
a Session Id (o) jsou uváděny informace o tvůrci relace a je přenášen identifikátor SDP relace. 
Další tři položky těla zprávy jen dále popisují spojení, kdy pole (s) značí název relace, 
pole (c) informuje o adresaci v síti (v tomto případě IPv4) a pole (t) informuje o nastaveném 
časování. 
Nejdůležitějším prvkem SDP jsou následující dva (resp. možno i více) řádků. Pole 
Media Description (m) nese informace o typu dat (zde hodnota audio), portu na kterém 
volaný poslouchá (zde hodnota 28802), typu přenosu (zde RTP/AVP) a hodnotě dostupných 
kodeků formou identifikátoru RTP Payload Type (zde 3, což odpovídá GSM 06.10 – viz 
kapitola 3.2). V tomto případě je RTP Payload Type pouze jediné číslo. V praxi se však jedná 
o celou posloupnost, kde záleží na pořadí zadaného identifikátoru (priorita při výběru). 
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S předchozím řádkem (m) je úzce spojeno pole Media Attribute (a), které blíže 
specifikuje nabízený kodek multimediálních dat. Platí, že řádků atributů je tolik, kolik (m) 
nabízí možností kódování. V tomto případě se jedná pouze o jeden Payload Type s hodnotou 
3, což odpovídá kodeku GSM 06.10. 
Tab. 2.2: Ukázka odpovědi 200 OK 
Status-Line: SIP/2.0 200 OK 
Via: SIP/2.0/UDP 192.168.22.101:5060;branch=z9hG4bK14698;rport=5060 
To: <sip:user2@192.168.22.102>;tag=9e75702dab92b5e0 
From: <sip:user1@192.168.22.101>;tag=z9hG4bK75983640 
Call-ID: 419516279858@192.168.22.101 
CSeq: 1 INVITE 
Contact: <sip:user2@192.168.22.102> 
Server: mjsip stack 1.6 
Content-Length: 156 
Session Description Protocol Version (v): 0 
Owner/Creator, Session Id (o): sip:user1@192.168.22.101 0 0 IN IP4 
192.168.22.101 
Session Name (s): Session SIP/SDP 
Connection Information (c): IN IP4 192.168.22.102 
Time Description, active time (t): 0 0 
Media Description, name and address (m): audio 28804 RTP/AVP 3 
Media Attribute (a): rtpmap:3 GSM/8000 
V Tab. 2.2, v prvním řádku odpovědi (Status-Line) je vypsána verze SIP protokolu, 
stavové číslo a textový popis odpovědi (viz kapitola 2.5.2 ). 
V hlavičce se opět nacházejí pole s parametry Via, To, From, Call-ID, CSeq, Allow, 
Contact, Content-Length, které plní stejnou funkci jako u výše zmíněné žádosti INVITE. 
Pole To a From je kopií z metody INVITE, takže nedochází k jejich záměně. Je však 
vytvořen nový tag u pole To. Pole Server identifikuje prvek generující odpověď (v tomto 
případě mjsip stack). 
V těle zprávy je opět obsažen popis relace SDP, kde se nacházejí informace shodného 
typu jako v případě metody INVITE, avšak z pozice volaného. Je zde výpis možných kodeků, 
dostupných u volané strany a hodnota portu, na kterém bude očekáván datový tok RTP.  
Tab. 2.3: Ukázka metody ACK 
Request-Line: ACK sip:user2@192.168.22.102 SIP/2.0 
Via: SIP/2.0/UDP 192.168.22.101:5060;rport;branch=z9hG4bK54602 
Max-Forwards: 70 
To: <sip:user2@192.168.22.102>;tag=9e75702dab92b5e0 
From: <sip:user1@192.168.22.101>;tag=z9hG4bK75983640 
Call-ID: 419516279858@192.168.22.101 
CSeq: 1 ACK 
Contact: <sip:user1@192.168.22.101> 
User-Agent: mjsip stack-SIPcall Svoboda 2009 
Content-Length: 0 
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V Tab. 2.3 je ukázka metody ACK, která slouží k potvrzení metody INVITE. Zde 
dochází ke změně pole Cseq – názvu medoty na ACK, ale číslo sekvence zůstává na hodnotě 
1. Dále dojde k vygenerování nového identifikátoru branch v poli Via. Po přijetí ACK je 
spojení úspěšně sestaveno a je zahájena relace přenosu dat. 
Tab. 2.4: Ukázka metody BYE 
Request-Line: BYE sip:user2@192.168.22.102 SIP/2.0 
Via: SIP/2.0/UDP 192.168.22.101:5060;rport;branch=z9hG4bK40150 
Max-Forwards: 70 
To: <sip:user2@192.168.22.102>;tag=9e75702dab92b5e0 
From: <sip:user1@192.168.22.101>;tag=z9hG4bK75983640 
Call-ID: 419516279858@192.168.22.101 
CSeq: 2 BYE 
Contact: <sip:user1@192.168.22.101> 
User-Agent: mjsip stack-SIPcall Svoboda 2009 
Content-Length: 0 
Žádost o ukončení relace je realizováno metodou BYE (viz Tab. 2.4). Tuto žádost 
může vznést kterákoliv z komunikujících stran. Opět dojde ke změně pole Via a hodnoty 
branch, avšak identifikace ukončované transakce komunikujících stran probíhá pomocí pole 
Call-ID. 
Relace je úspěšně ukončena při obdržení povrzovací zprávy 200 OK, která je obdobná 
jako v Tab. 2.2, avšak bez SDP. 
2.7  PEER-TO-PEER SIP 
Specifické systémy založené na spojení bod-bod vyžadují vysokou stabilitu a toleranci 
vůči vzniklým chybám, protože tyto systémy neobsahují žádný centralizovaný server nebo 
další infrastrukturu služeb v komunikační síti. Implementováním IP PBX funkcí do 
samotných zařízeních/programů je možno využívat tato zařízení bez přítomnosti centrálních 
serverů. 
Existují různé implementace P2P SIP. První, používající požadavek REGISTER 
k připojení, vytvoření a komunikaci přes bodové spoje. Tento typ vykazuje nízkou efektivitu 
a vysoké zpoždění. Druhým typem je využití DHT (Distributed Hash Tables) algoritmu, který 
povolí SIPu optimalizovat transportní schéma a tím dosáhne vyšší efektivity. 
Velké P2P SIP sítě mohou využívat hierarchickou strukturu pro organizaci „self-
organizing P2P clouds“ pomocí tzv. „supernodů“, které plní funkci SIP serverů. Je nutno 
efektivně zastoupit funkce registrování, hledání lokace (místa v síti) a další informační funkce 
(dynamické obnovování aktuálně dostupných uživatelů a jejich aktuální pozice) [11]. 
26 
Diplomová práce  Komunikační klient v JavaME 
3  RTP – REAL-TIME TRANSPORT PROTOCOL 
Pro přenos multimediálních dat v reálném čase se dnes již výhradně používá Real-time 
Transport Protokol. Jedná se protokol aplikační vrstvy, který je zpravidla přenášen pomocí 
transportního protokolu UDP. Protokol je navržen pro přenos dat při audio či video 
konferencích s minimálním řízením relace. Se signalizačním protokolem tvoří dvojici, kterým 
je oddělena signalizační logika a logika přenosu multimediálních dat. 
Protokol je složen z dvou částí: 
• RTP – Real-time Transport Protocol, který zajišťuje samotný přenos dat, 
• RTCP – RTP Control Protocol, který slouží k řízení a monitorování multimediální 
relace.  
Jelikož je tento protokol jeden z klíčových při realizaci hovoru, je v této kapitole 
stručně charakterizován. 
3.1 PŘENOS DAT POMOCÍ RTP 
Je dohodnuta konvence, že RTP protokol komunikuje na portu transportní vrstvy 
(zpravidla UDP), jehož hodnota je sudá. Data RTCP protokolu jsou přenášena na portu 
o jednotku vyšší, stejného transportního protokolu. Ačkoli jsou v profilu RTP rezervovány 
porty 5004 a 5005, doporučuje se porty přidělovat dynamicky, zpravidla vyšší hodnoty. [13]
Multimediální pakety jsou zapouzdřeny do RTP paketů, které v hlavičce paketu 
přenášejí tyto informace:  
• sekvenční číslo paketu – umožňuje zaznamenávat pakety při příchodu a detekovat 
ztracené pakety, 
• časové razítko – umožňuje detekovat jitter (proměnlivost zpoždění), 
• synchronizační zdroj – umožňuje unikátní identifikaci zdroje audio či video dat 
konkrétní datové relace (mikrofon, kamera), 
• přispívající zdroj – umožňuje identifikaci specifického datového zdroje z více spojených 
dalších zdrojů (např. při centralizované konferenci). 
I přes to, že RTP negarantuje QoS, umožňuje monitorovat ztracené pakety nebo jitter. 
Pomocí RTCP protokolu jsou od příjemce k odesilateli multimediálních dat dopravovány 
informace, která pomáhají k diagnostice chyb a řízení toku. 
Uživatelé, kteří pouze přijímají data odesílají zprávy RR (Receiver Report), aktivní 
vysílající uživatelé odesílají zprávy typu SR (Sender Report), ve kterých jsou výše zmíněné 
monitorující informace. Speciálním typem je zpráva SDES (Source Description), která nese 
informace o uživateli. Jedná se údaje např. kanonické jméno (CNAME) – identifikuje 
účastníka relace, uživatelské jméno, jméno aplikace využívající RTP/RTCP apod..[15]
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3.2 TYPY A FORMÁTY RTP DAT 
Hodnoty AVP (Audio/Video Profile), též označované jako RTP Payload Type (PT), 
specifikují data přenášená pomocí RTP protokolu. Pod hodnotou kódu profilu se nachází celá 
řada charakterizujících položek, kterými jsou název, taktovací kmitočet, typ audio kodeku či 
počet kanálů. 
Jelikož je pro identifikaci kódu Payload Type vyhrazeno v hlavičce RTP 7 bitů, je 
rozsah možných kódů 0-127. V Tab. 3.1. [5] se nacházejí vyhrazené kódy PT a k nim jsou 
přiřazeny názvy kódování, taktovací RTP frekvence (resp. takt RTP hodin) a počet kanálů. 
Tab. 3.1: Přehled RTP Payload Type a jejich vlastnosti 
Payload 
Type 
Název 
kódování
Typ dat 
Clock 
rate (Hz) 
Počet 
kanálů 
Popis 
0 PCMU audio 8000 1 ITU G.711 PCM µ-Law Audio 64 kbit/s 
1 1016 audio 8000 1 CELP Audio 4.8 kbit/s 
2 G721 audio 8000 1 ITU G721 ADPCM Audio 32 kbit/s 
3 GSM audio 8000 1 European GSM Audio 13 kbit/s 
4 G723 audio 8000 1 ITU G.723 
5 DVI4 audio 8000 1 DVI ADPCM Audio 32 kbit/s 
6 DVI4 audio 16000 1 DVI ADPCM Audio 64 kbit/s 
7 LPC audio 8000 1 Experimental LPC Audio 
8 PCMA audio 8000 1 ITU G.711 PCM A-Law Audio 64 kbit/s 
9 G722 audio 8000 1 ITU G.722 Audio 
10 L16 audio 44100 2 Linear 16-bit Stereo Audio 1411.2 kbit/s 
11 L16 audio 44100 1 Linear 16-bit Audio 705.6 kbit/s 
12 QCELP audio 8000 1 Qualcomm Code Excited Linear Predict. 
13 CN audio 8000 1 Comfort noise 
14 MPA audio 90000 1 MPEG-I nebo MPEG-II (pouze audio) 
15 G728 audio 8000 1 ITU G.728 Audio 16 kbit/s 
16 DVI4 audio 11025 1 DVI ADPCM 
17 DVI4 audio 2250 1 DVI ADPCM 
18 G729 audio 800 1 ITU G.729 
25 CELB audio 90000 1 CelB Video 
26 JPEG video 90000 1 JPEG Video 
28 NV video 90000 1 nv Video 
31 H261 video 90000 1 ITU H.261 Video 
32 MPV video 90000 1 MPEG-I a MPEG-II Video 
33 MP2T AV 90000 1 MPEG-II transport stream Video 
Mimo zobrazené statické kódy je možno využít i hodnoty 96-127 pro dynamické 
mapování. Hodnoty Payload Type kódů jsou zaregistrovány u organizace IANA [5]. 
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4 NÁVRH APLIKACE 
Před samotným návrhem aplikace bylo třeba vybrat konfiguraci a rozšiřující profil 
platformy J2ME, hostitelský operační systém mobilního zařízení, virtuální stroj spolupracující 
s konkrétním typem Java platformy (konfigurací a profilem). Cílem je vytvořit aplikaci 
provozující hovor dvou účastníků a proto bylo nutno počítat se signalizací pomocí protokolu 
SIP a přenos audio dat pomocí RTP protokolu. V této kapitole jsou diskutovány jednotlivé 
možnosti řešení výše zmíněných požadavků. 
4.1 VÝVOJOVÉHO PROSTŘEDÍ A MOBILNÍ OPERAČNÍ SYSTÉMY 
Jak již bylo zmíněno v kapitole 1.3, z důvodu složitosti a kladených požadavků na 
aplikaci byla vybrána konfigurace CDC s profilem Personal Profile verze 1.1. Přístup 
mobilního zařízení do sítě je řešen širokopásmovým připojením WiFi podle standardu 
802.11b/g. Proto je základním předpokladem, že mobilní zařízení bude obsahovat WiFi 
modul. 
Podle zadání byla aplikace tvořena ve vývojovém NetBeans IDE. Do programovacího 
prostředí byla přidána podpora Java Platform pJSCP pro tvorbu mobilních CDC aplikací. 
Vzhledem k tomu, že se jedná o aplikaci programovanou na platformě J2ME/CDC 
a při návrhu a programování nebylo zpočátku dostupné PDA zařízení, bylo nutné pro 
kompilaci a testování aplikace nainstalovat emulátory a podpůrné programové vybavení pro 
kompilaci. V následujících podkapitolách se nachází srovnání dvou testovaných operačních 
systémů. 
4.1.1 Windows Mobile 6 
Prvním testovaným operačním systémem byl MS Windows Mobile 6.0 SDK. Oficiální 
webové stránky programovacího prostředí NetBeans doporučují ke kompilování a debugu 
využít programové vybavení a virtuální stroj CrEme VM od společnosti NSIcom (viz kapitola 
4.2.2). Tento „plugin“ je třeba nainstalovat jak na PC s vývojovým prostředím NetBeans, tak 
i na cílové PDA (ať už emulované či fyzické), na kterém bude aplikace spouštěna. Emulátor 
WM6 SDK je možno zdarma stáhnout z webových stránek společnosti Microsoft. Emulátor 
komunikuje přes rozhraní ActiveSync. Bylo třeba doinstalovat některé další součásti jako 
např. Microsoft Device Emulator, apod.. 
V Device Emulator Manager je před samotnou kompilací a spuštěním aplikace třeba 
vybrat identifikátor emulátoru WM6 a nastavit jako výchozí. Nesmíme zapomenout nastavit 
projekt v NetBeans. Klikneme pravým tlačítkem myši na projekt, vybereme vlastnosti 
a v Categories > Running vybereme záložku NSIcom, povolíme Run in remote VM 
a nastavíme cesty k cílovému zařízení. 
Operační systém Microsoft Windows Mobile verze 6.0 (a novější) byl vybrán jako 
hostitelský pro vyvíjenou aplikaci. Srovnání a výběr VM (Virtual Machine) pro tento 
operační systém se nachází v kapitole 4.2. 
29 
Diplomová práce  Komunikační klient v JavaME 
4.1.2 Symbian UIQ 3.0 
Byla prověřena také možnost proprietárního operačního systému Symbian určeného 
pro chytré mobilní telefony (tzv. smartphony). Nejvyšší podíl zařízení s OS Symbian má 
společnost Nokia, avšak víceméně bez podpory UIQ (User Interface Quartz). UIQ podporuje 
dotykový display a používané převážně společnostmi Sony-Ericsson a Motorola. Z webových 
stránek UIQ je možné stáhnout a nainstaloval UIQ 3.0 SDK emulátor. Nezbytnou součástí je 
podpora programovacího jazyku Perl (ActivePerl). 
Existuje několik rozšíření pro podporu konkrétních smartphonů pro snazší vývoj 
aplikací. Ve srovnání s WM6 nemá UIQ podporu tolika zařízení a má omezenější možnosti 
grafického rozhraní. UIQ obsahuje JVM pro Java aplikace v konfiguraci CDC, Personal 
Profile. Tato možnost řešení však nebyla hlouběji zkoumána.  
4.2 VIRTUÁLNÍ STROJ JVM 
Při hledání vhodného virtuální stroje CVM bylo nalezeno několik možností. V této 
kapitole je stručný popis VM určených pro mobilní operační systém Windows Mobile 
a důvody pro výběr nejvhodnějšího. 
4.2.1 J9 VM / WEME (IBM) 
Jedná se údajně o velmi stabilní, avšak hůře dostupný virtuální stroj. Na oficiálních 
webových stránkách společnosti IBM je popsán WEME 6.1.1 (WebSphere Everyplace Micro 
Environment), což je podpora virtuálního stroje pro rozmanité platformy (procesory a 
operační systémy). Nabízí verze virtuálních strojů pro CLDC i CDC v různých profilech. 
Orientace společnosti je spíše na mobilní operační systém Linux. V aktuální verzi WEME je 
i podpora CDC 1.1, Personal Profile 1.1 pro operační systém Windows Mobile 5.0, procesor 
ARM (referenční zařízení Dell Axim x51). Prostřednictvím webových stránek IBM je možno 
požádat o Trial verzi. Zjištěná cena plné verze je US $599 jednorázově a US $6.00 za každou 
další licenci. Z důvodu vysoké ceny byla tato varianta vyřazena. 
4.2.2 CrEme JVM (NSIcom) 
Již výše zmiňovaný virtuální stroj CrEme je doporučován přímo vývojáři NetBeans. 
Společnost NSIcom poskytuje CrEme v.4.10 v Trial verzi. Na webových stránkách nabízí 
pouze 40- a 60- multilicenční balíčky. Pokusil jsem se e-mailem kontaktovat technickou 
podporu společnost NSIcom. Bylo mi odpovězeno, že nejmenší balíček licencí, který mi 
mohou nabídnout je 10 licencí za cenu US $250. 
Po třicetidenním testování byl z licenčních důvodů tento runtime zablokován. Jednou 
z výhod tohoto stroje je snadná práce s okny a podpora grafické knihovny Swing. 
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4.2.3 Jeode JVM (Insignia) 
Společnost Insignia vyvinula JVM pro J2ME/CDC (Personal Profile 1.1) s názvem 
Jeode Runtime™. Bohužel tento virtuální stroj je určen nativně pro zařízení iPAQ od 
společnosti Compaq a jen pro starší verzi WinCE. Nebyla nalezena novější verze Jeode. Pro 
navrhovanou aplikaci je tedy nepoužitelný. 
4.2.4 Personal Java (Sun)  
Virtuální stroj přímo od společnosti Sun. Bohužel již nejsou podporovány nové verze 
mobilních operačních systémů. Společnost Sun přestala tento produkt udržovat a na 
oficiálních webových stránkách oznámila jeho EOL (End of Life). 
4.2.5 JV-Lite2 (Access) 
Virtuální stroj vyvíjen firmou Access. Dřívější verze byly určeny pouze pro 
konfiguraci CLDC a její profil. Mezi novější verze od firmy Access patří balík NetFront v.3.3 
obsahující JV-Lite2 verze 1.06, která je údajně určena i pro konfiguraci CDC a podporuje OS 
Windows Mobile 5. Jeho cena je US $30. Tento VM nebyl zkoušen. 
4.2.6 Mysaifu JVM 
Japonský open-source projekt Mysaifu JVM (licence GPLv2 [4]). Virtuální stroj 
pracující na operačním systému Windows Mobile 6.0. Aktuální verze nese označení 0.4.4 [9]. 
    
Obr. 4.1: Rozhraní JVM Mysaifu v prostředí MS Windows Mobile 6.1 
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Spouštění mobilní aplikace v konfiguraci CDC probíhá přes rozhraní (viz Obr. 4.1), 
které nabízí dostatečné množství nastavení. Při testování se tento stroj jevil jako plně 
použitelný a protože není vyžadován nákup licence, byl pro aplikaci vybrán jako hostitelský. 
4.3 SIP KNIHOVNA 
Při hledání knihovny signalizace – SIP stacku, který tvoří jeden ze základních kamenů 
při programování zadané aplikace, bylo pohlíženo na několik důležitých požadavků. Stack by 
měl být programován v jazyce Java, být kompatibilní s J2ME, konfigurací CDC, což obnáší 
jistá omezení. Mnoho SIP knihoven je vytvořeno pouze pro platformu J2SE, ale není je 
možno použít pro mobilní konfiguraci CDC. 
Při průzkum dostupných možností byly nalezeny pouze dva vyhovující SIP stacky 
programované v jazyce Java - JAIN SIP a MjSip. Verze JAIN SIPu pro platformu J2ME je 
v návrhu a není volně dostupná. Knihovna MjSip je nabízena pro obě platformy – pro J2SE 
i pro J2ME. Dle [16] je možno standardní verzi knihovny MjSip použít pro konfiguraci CDC, 
Personal Profile 1.1. Tato knihovna byla vybrána pro realizaci aplikace a její parametry jsou 
popsány v následující podkapitole. Knihovna JAIN SIP, verze pro platformu J2SE není pro 
J2ME/CDC použitelná. 
4.3.1 SIP stack – MjSip 
Jak již bylo zmíněno, jedná se o kompletní implementaci SIP stacku založenou na 
programovacím jazyce Java. Poskytuje jak rozhraní API i rozhraní k balíčkům MjSip. Tento 
stack je dostupný jako open-source (podléhá GNU GPL ve verzi 2 [4]), tedy s jistým 
omezením poskytován zdarma. 
Stack MjSip byl vytvořen na Ústavu Informačního Inženýrství na Univerzitě v Parmě 
a na Ústavu Elektrotechnického inženýrství (DIE) na univerzitě Tor Vergata v Římě a je 
využíván společností CreaLab. 
Na domovských webových stránkách [9] je k dispozici stack pro J2SE i pro J2ME. 
V případě J2ME je stack přizpůsoben konfiguraci pro limitované zařízení CLDC1.1 
s profilem MIDP verze 2.0. Standardní stack nativně určený pro J2SE je použitelný i pro 
platformu J2ME s konfigurací CDC a profilem Personal Profile1.1. Při tvorbě aplikace byla 
upřednostněna standardní verze stacku. 
MjSip obsahuje třídy a metody pro vytvoření aplikace založené na SIP. Implementuje 
kompletní architekturu definovanou v aktuálním standardu RFC 3261 [8] (transportní 
transakce a dialogové podvrstvy). Obsahuje rozhraní pro řízení hovoru a implementaci UA. 
Architektura a API 
Jádro MjSip je strukturováno do tří vrstev – transportní, transakční a dialogová. Nad 
těmito vrstvami ne nachází řízení hovoru a aplikační vrstvy.  
Nejnižší transportní vrstva slouží k přenosu SIP zpráv. Objekt SipProvider 
zprostředkovává transportní službu všem vyšším vrstvám. Každý SIP prvek by měl při 
přístupu k transportní službě MjSip využít API tohoto objektu. 
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 Druhou vrstvou je transakční. Tato vrstva posílá požadavky a přijímá odpovědi skrze 
transportní vrstvu. Transakce jsou implementovány pomocí InviteClientTransaction 
a InviteServerTransaction. 
Další vyšší vrstvou je dialogová vrstva. Ta je schopna jedné relaci přiřadit různé 
transakce. Dialog je spojení bod-bod mezi uživateli (UA). Na této vrstvě je implementována 
třída InviteDialog, která vytváří dialog INVITE. Třída spravuje i odpověď CANCEL. 
Vyšší SIP vrstva Řízení spojení implementuje kompletní SIP volání. Řízení volání je 
realizováno Call API, které nabízí jednoduché rozhraní pro práci s příchozími a odchozími 
SIP spojeními. 
MjSip poskytuje také několik nástrojů pro práci se SIP zprávami, SDP syntaxí 
a kódováním. Do těchto tříd patří: 
Message, Message factory. 
Header, MultipleHeader, ToHeader, atd. 
SessionDescription, Timer, atd. 
Třída Call poskytuje rozhraní vrstvě řízení hovoru založené na službách žádosti 
(metody) a odpovědi. Třídy nižších vrstev poskytují rozhraní na pod sebou ležící vrstvy (např. 
InviteDialog, SipProvider, atd.). [18]
 Další vlastnosti knihovny jsou popsány v kapitole popisující realizaci aplikace. 
4.4 KNIHOVNA PRO AUDIO DATA 
Multimediální knihovna neboli media stack slouží ke kódování/dekódování (resp. 
kompresi/dekompresi) audia a videa, operaci s RTP datovými toky a plní další funkce při 
realizaci hovoru. Pro platformu J2SE je možno využít nejznámější multimediální knihovnu 
JMF (Java Media Framework API). Ta je zdarma, zpoplatněny jsou pouze některé kodeky 
audia a videa. Při hledání obdoby použitelné pro platformu J2ME byla nalezena MMAPI 
(Mobile Media API). Ta je použitelná pro obě konfigurace (CDC i CLDC) platformy J2ME. 
Jedná se o odlehčenou verzi JMF a ačkoli je určena pro J2ME, je možno ji použít i na 
platformě J2SE. Tato kapitola nabízí srovnání a výběr media stacku. 
4.4.1 Mobile Media API 
Knihovna MMAPI je primárně určená pro konfiguraci CLDC a profil MIDP, avšak je 
použitelná i pro výkonnější konfiguraci CDC, popř. pro platformu J2SE. V případě 
konfigurace CLDC je MMAPI zpravidla implementována přímo do virtuálního stroje 
konkrétního zařízení a naportována na vstupně-výstupní zařízení daného přístroje. Jedná se 
o snadný přístup k vestavěné kameře, reproduktoru či sluchátku nebo mikrofonu. Určením 
zdroje pomocí URI zápisu např.:  
capture://devcam0?encoding=rgb888&width=160&height=120&fps=7 
je možno přistupovat k vestavěné kameře, obraz bude kódovaný jako RGB, rozlišení obrazu 
160x120px se 7 snímky za sekundu. 
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Ve specifikace MMAPI [19] bylo zjištěno, že není podporováno odesílání 
multimediálních dat ve formě RTP streamu, což je jeden ze základních požadavků na media 
stack navrhované aplikace. Podporován je pouze příjem multimediálního toku dat RTP 
s omezenými možnostmi. 
4.4.2 Java Media Framework verze 2.1.1e 
Java Media Framework je nabízen v několika verzích. Jedná se o verze pro platformy 
Windows, Linix, Solaris a verze Cross Platform. Poslední jmenovaná verze je dle specifikace 
použitelná po přizpůsobení i na platformě J2ME, konfiguraci CDC [7]. 
Instalační balíček verze JMF 2.1.1e Cross Platform obsahuje pouze třídy v bytekódu 
a není zde obsažena referenční implementace Java Sound API. V Tab. 4.1 [6] se nachází 
seznam použitelných typů přenášených dat RTP, specifikace kodeků (včetně identifikátoru 
RTP Payload Type) a podpora odesílání/přijmu těchto dat pro verzi Cross Platform 
a platformu Windows (verze Windows Performance Pack). 
Tab. 4.1: Přehled formátů RTP streamu JMF 2.1.1e 
Typ média RTP 
PT  
Verze Cross Platform Windows Performance Pack 
Audio: G.711 (μ-Law) 8kHz 0 příjem, vysílání příjem, vysílání 
Audio: GSM mono 3 příjem, vysílání příjem, vysílání 
Audio: G.723 mono 4 příjem příjem, vysílání 
Audio: 4-bit mono DVI 8 kHz 5 příjem, vysílání příjem, vysílání 
Audio: 4-bit mono DVI 11,025 kHz 16 příjem, vysílání příjem, vysílání 
Audio: 4-bit mono DVI 22,050 kHz 17 příjem, vysílání příjem, vysílání 
Audio: MPEG Layer I, II 14 příjem, vysílání příjem, vysílání 
Video: JPEG (420, 422, 444) 26 příjem příjem, vysílání 
Video: H.261 31 - příjem 
Video: H.263 34 pouze Mode A příjem, vysílání 
Video: MPEG-I 32 vysílání příjem, vysílání 
Přehled v Tab. 4.2 [6] udává seznam vstupně-výstupních multimediálních rozhraní 
(mikrofon, webkamera, apod.) opět pro verzi Cross Platform a verzi určenou pro desktopový 
operační systém Windows. Z Tab. 4.2 je zřejmé, že ve verzi Cross platform je podpora pro 
vstup zvuku pomocí ovladačů JavaSound a není zde žádná podpora vstupních zařízení pro 
video. Navrhovaný komunikátor tedy uvažoval pouze přenos zvuku. V JMF ve verzi pro 
desktopové operační systémy Windows je podpora širší. Ačkoli zdroj [6] uvádí velké 
množství dostupných ovladačů, ovladač DirectSoundCapture neuváděl (viz druhý řádek Tab. 
4.2). Jedná se o zvukový ovladač pro operační systém Microsoft Windows, avšak testovaný 
pouze pro verzi XP. 
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Tab. 4.2: Přehled podporovaných vstupních zařízení JMF 2.1.1e 
Vstupní zařízení Verze Cross Platform Windows Performance Pack 
JavaSound (16-bit, 44100, 22050, 11025, 
8000Hz linear) 
ano ano 
DirectSoundCapture ne WinXP (testováno) 
VFW (kamera) ne ano 
Intel Create & Share ne ano 
Diamond Supra Video Kit, Share ne Win9x a novější 
QuickCam VC (kamera) ne Win98 a novější 
e-cam (kamera) ne WinNT a novější 
Winnow Videum ne Win9x a novější 
Creative Web Cam II ne Win9x a novější 
Micro Video DC30 ne Win9x a novější 
Iomega Buz ne Win9x a novější 
QuickCam Home USB (kamera) ne Win98 a novější 
Smart Video Recorder III ne Win9x a novější 
4.5 KNIHOVNA UŽIVATELSKÉHO ROZHRANÍ 
Vývojové prostředí NetBeans poskytuje knihovnu Swing, která obsahuje mnoho 
grafických prvků. Specifikace JSR 209 [2] (Advanced Graphics and User Interface Optional 
Package for the J2ME Platform - AGUI) definuje grafické objekty uživatelského rozhraní pro 
platformu J2ME, mimo jiné také Java Swing, která je použita v GUI (Grafic User Interface) 
aplikace. 
4.6 NÁVRH STAVOVÉHO DIAGRAMU 
Předchozí kapitoly se zabývají komponenty (SIP a media stacky, virtuálními stroji, 
atd.) potřebnými pro funkčnost aplikace. Zde je navržen stavový diagram aplikace, podle 
kterého je koncipována její architektura a byl pomocný pro tvorbu návrhu tříd. Tento stavový 
digram má úzkou spojitost se SIP signalizací, přenosem dat a komunikací s uživatelem. 
Vývojový diagram procesů (Obr. 4.2) zobrazuje obecný postup při funkci aplikace 
provozující hovor. Jedná se o základní nastínění situace. Prvním procesem je inicializace 
programu, s čímž je úzce spojeno nastavení vlastností UA. Tyto informace jsou uloženy 
v profilu a používány např. při SIP signalizaci či SDP popisu. Poté přejde aplikace do stavu 
klidu. Z tohoto stavu je možné sestavit odchozí spojení či povést potřebné úkony v případě 
příchozího hovoru. Stav IDLE je výchozí stav, do kterého se aplikace po ukončení hovoru 
opět navrací. 
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Obr. 4.2: Stavový diagram návrhu aplikace 
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5 REALIZACE APLIKACE 
Tato kapitola popisuje vlastnosti a funkce realizované aplikace a prezentuje pokusy 
řešení vzniklých problémů. Podkapitola 5.3 je věnována nastavení media stacku JMF Cross 
platform, které však nebylo úspěšné a muselo být přistoupeno k alternativnímu řešení. 
Výsledkem jsou tedy dvě aplikace s názvem SIPcall. Jedná se o verzi pro platformu 
J2ME, konfiguraci CDC poskytující pouze ustavení spojení včetně kompletní signalizace SIP. 
Nepřenáší se žádná multimediální data, ale pouze SIP zprávy pro zahájení a ukončení relace. 
Protože nebylo možno zrealizovat audio přenos na mobilní platformě, byla vytvořena 
aplikace v desktopové verzi J2SE pro operační systém Microsoft Windows XP. Druhou 
aplikací tedy je verze realizující audio hovor. Je postavena na principu signalizace předchozí 
verze, avšak implementuje funkce z JMF Windows Performance Pack verze 2.1.1e.  
5.1 STRUKTURA APLIKACE 
Na Obr. 5.1 se nachází UML diagram tříd aplikace. Z důvodu velikosti jsou naznačeny 
pouze vazby mezi třídami bez výpisu názvů a parametrů používaných atributů a metod. Tyto 
informace jsou blíže nastíněny v podkapitolách jednotlivých tříd. 
 
Obr. 5.1: UML Class diagram aplikace 
Ústřední třídou realizující propojení funkcí SIP, přenosu audio dat, prezentaci 
informací a interakci s uživatelem je třída CentralFunc. 
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Při spuštění aplikace dojde k načtení základní konfigurace z konfiguračního souboru. 
Jedná se způsob, na kterém je postaven používaný balíček MjSip. Dojde k vytvoření třídy 
Config a inicializaci základních prvků SIP balíčku. Těmi jsou již v kapitole 4.3.1 zmíněný 
SipStack a SipProvider. Vzhledem k faktu, že se jedná o způsob neregistrovaného SIP klienta, 
pomocí SIP stacku se načte IP adresa primárního síťového rozhraní a ze třídy Config se 
přidělí uživatelské jméno. Aplikace poslouchá na portu 5060 (popř. možno změnit 
v konfiguračním souboru). Při inicializaci dojde také k vytvoření třídy grafického 
uživatelského rozhraní GuiP a hlavní třídy CentralFunc. 
5.1.1 Třída CentralFunc 
Centrální třída, která se stará o obsluhu všech částí aplikace. Implementuje rozhraní 
iSipFunc, vytváří objekt třídy MediaFunc pro obsluhu RTP streamu a řídí také prezentování 
informací a interakce s uživateli prostřednictvím objektu třídy GuiP. 
Vazbu na události při signalizaci zprostředkovává rozhraní iSipFunc. Metody z tohoto 
rozhraní slouží k reakci na patřičnou událost (viz kapitola 5.1.2). Jedná se o přehrávání zvuků 
upozornění a vyzvánění, prezentace stavu hovoru či stavu aplikace uživateli přes GUI a řídí 
operace při odesílání a příjmu toku RTP dat. Definuje tyto metody z rozhraní: 
• public void onIncomingSF(NameAddress caller, String msg), 
• public void onCancelledSF( ), 
• public void onRingingSF(), 
• public void onAcceptedSF(String msg), 
• public void onConfirmedSF(String msg), 
• public void onFailedSF(String msg), 
• public void onClosingSF(String msg), 
• public void onClosedSF(String msg), 
• public void onTimeoutSF(), 
• public void onHangupSF(). 
Třída obsahuje ještě další pomocné metody, které slouží k načítání informací z třídy 
Config a spouštění přenosu RTP streamu (metody private void startMediaStream(), private 
void stopMediaStream()). Dále metody pro potřebu ovládání tónů vyzvánění, zvonění 
a ukončení hovoru. 
5.1.2 Třida SipFunc 
Signalizační funkce aplikace zprostředkovává SIP balíček MjSip. Třída SipFunc tvoří 
vazbu mezi tímto balíčkem a aplikací. Třída dědí abstraktní třídu CallListenerAdapter 
a definuje její hlavní metody pro potřebu aplikace. Podle MjSip [18] se tento způsob nabízel 
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jako vhodné řešení. Třída vytváří objekt třídy Call (ze SIP stacku), který obsahuje parametry 
identifikující volajícího a obsahující tzv. listener na třídu SipFunc. Prostřednictvím objektu 
třídy Call se žádá, přijímá, zamítá či ukončuje spojení. Listener tak tvoří vazbu s děděnou 
třídou CallListenerAdapter, jejíž metody jsou definovány v SipFunc. 
Metody SipFunc pro ovládání hovoru: 
• public void establishCall(String calleeURI) – metoda sloužící k sestavování spojení. Při 
zavolání metody je vytvořen objekt call a s patřičnými parametry pro tvorbu žádosti 
INVITE a je odeslán na adresu calleeURI. Adresa je před odesláním převedena do 
akceptovatelného formátu metodou třídy SipProvider. 
• public void acceptCall() – funkcí je přijat příchozí hovor zasláním odpovědi 200 OK 
a SDP zprávy. To je realizováno metodou accept objektu call jejíchž parametrem je 
řetězec SDP. 
• public void go2Idle() – metoda ruší stávající objekt call, vytváří nový a volá metodu 
listen (poslouchá), čeká na příchozí spojení. Dle stavového diagramu na Obr. 4.2 se jedná 
o výchozí stav IDLE. 
• public void hangupCall() – slouží k ukončení sestaveného spojení (generování žádosti 
BYE), odmítnutí příchozího spojení či ukončení odesílané žádosti o spojení (žádost 
CANCEL). Je volána metoda hangup třídy Call. 
Třída Call iniciuje metody další třídy SIP stacku, kterou je Dialog. Ta se stará 
o vytváření dialogových zpráv žádosti a odpovědí. Jak již bylo poznamenáno, SipFunc dědí 
CallListenerAdapter metody, které jsou volány při příchodu události. Jedná se o tyto metody: 
• public void onCallIncoming(Call call, NameAddress callee, NameAddress caller, String 
sdp, Message invite), 
• public void onCallRinging(Call call, Message resp), 
• public void onCallAccepted(Call call, String sdp, Message resp), 
• public void onCallConfirmed(Call call, String sdp, Message ack), 
• public void onCallCanceling(Call call, Message cancel), 
• public void onCallClosing(Call call, Message bye), 
• public void onCallClosed(Call call, Message resp), 
• public void onCallTimeout(Call call). 
Při vzniku jedné z událostí je provedena kontrola, zda vstupní parametr call odpovídá 
objektu – atributu třídy SipFunc. V případě metod onCallIncoming a onCallAccepted dojde 
ke zpracování resp. vytvoření popisu relace (Session Description – SDP). Změní se 
identifikátor hovoru a je-li třeba, je zavolána jedné z výše uvedených čtyř metod SipFunc. 
V každé z těchto metod událostí je odkázáno na patřičnou metoda rozhraní a o další činnost 
aplikace se již stará třída CentralFunc, která rozhraní iSipFunc implementuje. 
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Třída obsahuje ještě několik metod, kterými se např. nastavují či získávají informace 
z popisu relace (Session Description - SDP) a další pomocné funkce. 
5.1.3 Třída MediaFunc 
Jedná se kompletní implementaci vazby aplikace na Java Media Framework. Při 
vytvoření objektu třídy MediaFunc ve třídě CentralFunc pro potřebu spuštění toku RTP dat 
dojde k inicializaci objektu třídy Player pro přehrávání příchozího toku dat a objektu třídy 
Processor pro odesílání RTP audio dat. 
Mezi důležité atributy třídy patří cílová adresa a cílový port volaného, tedy adresát 
datového toku RTP a lokální port. Tyto informace získává třída CentralFunc, resp. SipFunc 
z SDP relace s volaným účastníkem. 
Při inicializaci třídy je spuštěna metoda private init(String codecAudio), která vytvoří 
objekty třídy MediaSource pro příchozí a odchozí audio data. V případě příchozích se jedná 
o MediaSource z URL sestávající z dohodnuté adresy a portu (lokální), v případě ochozích dat 
je třeba načíst adresu podporovaného vstupního audio zařízení. Metoda private 
MediaLoacator getAudioCapture(AudioFormat audioFormat) načte vektor všech dostupných 
zařízení a vybere první v řadě. Metoda init vytvoří z tohoto MediaLocatoru objekt třídy 
DataSource a vytvoří objekt třídy Processor, jež je ústředním prvkem k odesílání RTP dat. 
Po jeho konfiguraci a popisu formátu dat jsou vybrány tzv. stopy zvuku ze vstupního 
zařízení a jsou zakódovány vybraným kodekem. Název kodeku je vstupním parametrem 
metody init, přičemž pomocná funkce private String chooseCodec(String codec) převede 
identifikátor kodeku na hodnotu žádanou k nastavení Processoru. Na konci metody init je 
Processor ve stavu realized a tedy připraven na odesílání dat. 
Aplikace je schopna kódovat audio data pomocí dvou kodeků. Jedná se o implicitně 
nastavený kodek GSM 06.10 a kodek G.711 μ-Law, což jsou podle Tab. 4.1 dostupné kodeky 
pro oba směry RTP streamu. 
Ke spuštění odesílání a příjmu RTP streamu slouží metoda public void start(). 
V prvním kroku dojde, za asistence pomocné metody pro odesílání datového toku, 
k vytvoření objektu třídy DataSink z parametrů lokální zdroj výstupních audio dat a cílová 
destinace. Po otevření a spuštění tohoto objektu je spuštěn také objekt třídy Processor a 
dochází k odesílání dat. V dalším kroku je realizován a spuštěn objekt třídy Player, který 
slouží k příjmu příchozích audio dat. 
Datová relace je ukončena při zavolání metody public void stop(). Dojde k zastavení, 
dealokování a uzavření po řade Playeru, DataSinku a Processoru.  
Jednotlivé fáze a doplňující informace jsou v průběhu nastavování a spouštění 
oznamovány výpisem na standardní výstup. 
5.1.4 Třída GuiP 
Prezentace informací a další komunikace aplikace s uživatelem je řešena třídou GuiP. 
Tato třída obsahuje především grafické prvky knihovny uživatelského rozhraní Swing 
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a několik metod, jak volaných při interakci uživatelem, tak pomocných k výpisu či převodu 
některých hodnot. Význam metod je popsán při popisu grafického rozhraní. 
Aplikace sestává z celkem tří obrazovek. Jedná se o hlavní obrazovku aplikace, 
obrazovku nastavení a obrazovku s výpisem aktuálního stavu aplikace s rozšířenou možností 
výpisu obsahu některých SIP zpráv (u SIPcall ve verzi J2ME). 
Na Obr. 5.2 je zobrazeno hlavní grafické rozhraní aplikace. V horní části leží 
informační panel udávající informaci o URI adrese uživatele aplikace (žluté písmo). URI 
sestává z uživatelského jména načteného z textového konfiguračního souboru či zadaného 
v aplikaci, v sekci nastavení. Ve spodní části tohoto panelu se nachází informační řádek 
(zelená barva) ukazující aktuální stav aplikace či hovoru. 
Níže se nachází rozhraní pro uskutečnění hovoru. Do prostředního panelu je možno 
zapsat URI volaného. Při stisku tlačítka zeleného sluchátka je provedena kontrola na znak 
zavináče zadaného URI a na stav hovoru. V případě stavu IDLE je zavolána metoda 
establishCall třídy SipFunc. V případě příchozího hovoru, stavu INCALL, je zavolána metoda 
acceptCall třídy SipFunc. Dojde k sestavení hovoru. Na pravé straně obrazovky se nachází 
tlačítko červené sluchátko, při jehož stisku je volána metoda hangupCall třídy SipFunc. 
Ve spodní části obrazovky se nachází panel s informacemi o aplikaci a tři tlačítka pro 
přístup do dalších obrazovek aplikace a pro ukončení aplikace. Ačkoli byl prvotní záměr 
panelu s informacemi o aplikaci jiný, zůstal ponechán a veškerá interakce je soustředěna do 
horní části obrazovky. Důvodem je lepší použitelnost softwarové klávesnice při zápisu URI 
volaného (viz Obr. 5.2 vpravo). 
     
Obr. 5.2: Rozhraní aplikace SIPcall – hlavní obrazovka 
Stiskem tlačítka Nastavení dojde k načtení aktuálních informací z třídy Config 
a otevření okna Nastavení (viz Obr. 5.3). V tomto formuláři je možno měnit aktuální 
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nastavení uživatelského jména kontaktní adresy, číslo portu pro přenos audio dat a vybrat 
kodek. Nastavení hodnoty portu pro přenos audio dat je povolen v rozmezí 8766 až 35000 a je 
třeba, aby číslo bylo sudé (dle doporučení pro přenos RTP dat).  
 
Obr. 5.3: Rozhraní aplikace SIPcall – nastavení 
Další položkou je nastavení typu kodeku. Z rozvíracího menu lze vybrat ze dvou 
kodeků, přičemž implicitně je nastaven GSM 06.10 (viz kapitola 5.1.3). Ve formuláři je mezi 
informacemi uvedena i hodnota portu SIP komunikace, na kterém aplikace poslouchá. 
 
Obr. 5.4: Rozhraní aplikace SIPcall – přehled událostí  
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Tlačítkem Načíst implicitní hodnoty jsou načteny doporučené hodnoty. Tlačítkem 
Použít nastavení je provedena kontrola na správnost čísla portu pro přenos audio dat, 
nastavení je uloženo do třídy Config a spuštěna metoda reconfigMaS pro přednastavení SIP 
stacku a SDP informací. 
Třetí formulář aplikace (viz Obr. 5.4) slouží k zobrazení přehledu stavu (logu) 
aplikace. Jsou zde zaznamenávány události ve formátu čas – událost, mezi něž patří zahájení a 
ukončení hovoru, vykonané funkce a informace o dohodnuté relaci RTP dat. Ve spodní části 
se nacházejí tlačítka pro uzavření hovoru a tlačítko Zobrazit SIP zprávy, jež slouží k aktivaci 
výpisu obsahu některých metod signalizace (INVITE, BYE, apod.) 
5.1.5 Třída LoadConfig a Config 
Jak již bylo poznamenáno, SIP stack MjSip je postaven na principu načítání 
konfigurace ze souboru. Proto i systém načtení základního nastavení aplikace je řešen touto 
formou. Třída LoadConfig je pomocnou třídou a je spuštěna pouze při inicializaci aplikace. 
Slouží k prvotnímu nastavení SIP stacku a získání potřebných informací ze souboru. 
Třída Config načítá a uchovává nastavení. Z knihovny MjSip dědí třídu Configure, ze 
které přijímá metody např. pro načínání řádků z konfiguračního souboru apod. Nese nastavení 
parametrů SIP a pomocí pomocných metod jej předává a upravuje. 
5.2 GRAFICKÉ UŽIVATELSKÉ ROZHRANÍ 
Díky vzniklým problémům s přenosem audio dat pomocí JMF na platformě J2ME 
byla aplikace vytvořena ve dvou verzích. Aplikace ve verzi J2ME/CDC vytvoří relaci 
signalizací SIP při spojení dvou účastnických stran bez přenosu audio dat. Pro prezentaci 
možnosti přenosu RTP toku dat byla vytvořena aplikace ve verzi Java Standard Edition. 
 
Obr. 5.5: Rozhraní aplikace SIPcall ve verzi J2SE 
Verze aplikace na platformě J2ME je postavena pro mobilní zařízení typu PDA či 
MDA s rozlišením VGA (640x480). Ve vývojovém prostředí NetBeans bylo pomocí prvků 
grafické knihovny Swing vytvořeno rozhraní GUI v rozložení na výšku – tzv. portrait (viz 
Obr. 5.2). 
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Grafické rozhraní aplikace ve verzi pro desktopové operační systémy (viz Obr. 5.5) je 
velice podobné verzi na mobilní platformě (viz Obr. 5.2). Obě verze využívají grafickou 
knihovnu Swing. Okno událostí ani okno nastavení nejsou u desktopové verze modální 
a proto je například možno sledovat události (log) v průběhu sestavování spojení apod. To 
z důvodu velikosti pracovní plochy displeje není u mobilní verze možné. 
5.3 KONFIGURACE JMF CROSS PLATFORM PRO J2ME 
Konfigurace JMF pro potřebu mobilních zařízení s sebou neslo několik úkonů, které 
jsou popsány v této kapitole. Nutno dodat, že ačkoli bylo vše nastaveno podle specifikace 
a doporučení, nepodařilo se JMF na platformě J2ME, konfiguraci CDC korektně zprovoznit. 
5.3.1 JMF Registry Editor 
Na mobilním zařízení bylo nutné detekovat a nakonfigurovat rozhraní JMF pro 
potřebu aplikace. Ve virtuálním stroji bylo třeba v nastavení (Options), do položky 
CLASSPATH zadat cestu ke knihovně jmf.jar. Ke spuštění bylo nutné zadat na hlavní 
obrazovce virtuálního stroje Type – Class a název Name – JMFRegistry. Spuštění aplikace 
tlačítkem Execute. 
 
Obr. 5.6: JMF Registry Editor – detekovaná vstupní zařízení 
V aplikaci JMF Registry Editor, v záložce User Settings je možnost nastavení velikosti 
cachovací paměti a další položky s ní spojené. Velikost byla snížena dle dostupné paměti 
zařízení. 
Záložka Capture Devices (viz Obr. 5.6) spravuje ovladače vstupních zařízení. 
V prvním kroku bylo třeba zařízení detekovat (tlačítkem Detect Capture Devices). Poté byly 
v pravé části obrazovky zobrazeny jednotlivé detaily (cesta k zařízení, typy výstupních 
formátů). V tomto případě bylo nalezeno pouze jedno rozhraní: JavaSound audio (detaily viz 
Tab. 5.1), což odpovídá předpokladům podle Tab. 4.2. Tlačítkem Commit dojde k potvrzení. 
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V následující záložce PlugIns se nacházejí dostupné doplňky nutné pro kompresi 
audia. Jedná se o seznamy multiplexerů, demultiplexerů, kodeky, apod. 
Další záložky JMF Registry Editoru obsahují typy formátů a dostupné balíčky pro 
verzi Cross Platform. Byly testovány různé varianty nastavení.  
Tab. 5.1: Detaily detekovaného zařízení JavaSound audio 
Name = Java Sound Audio Capture 
 
Locator = javasound://44100 
 
Output Formats----> 
0. javax.media.format.AudioFormat  LINEAR, 44100.0 Hz, 16-bit, Stereo, LittleEndian, Signed 
1. javax.media.format.AudioFormat  LINEAR, 44100.0 Hz, 16-bit, Mono, LittleEndian, Signed 
2. javax.media.format.AudioFormat  LINEAR, 22050.0 Hz, 16-bit, Stereo, LittleEndian, Signed 
3. javax.media.format.AudioFormat  LINEAR, 22050.0 Hz, 16-bit, Mono, LittleEndian, Signed 
4. javax.media.format.AudioFormat  LINEAR, 11025.0 Hz, 16-bit, Stereo, LittleEndian, Signed 
5. javax.media.format.AudioFormat  LINEAR, 11025.0 Hz, 16-bit, Mono, LittleEndian, Signed 
6. javax.media.format.AudioFormat  LINEAR, 8000.0 Hz, 16-bit, Stereo, LittleEndian, Signed 
7. javax.media.format.AudioFormat  LINEAR, 8000.0 Hz, 16-bit, Mono, LittleEndian, Signed 
5.3.2 JMF Customizer 
Po zaregistrování potřebných součástí bylo třeba archiv jmf.jar přizpůsobit 
požadavkům aplikace. Z důvodu již zmiňované nepřímé podpory platformy je třeba vykonat 
během činnosti několik nestandardních úkonů. 
 
Obr. 5.7: JMF Customizer – přizpůsobení balíčku jmf.jar 
JMF Customizer bylo třeba spustit z rozhraní MySaifu. Podobně jako výše uvedený 
JMF Registry Editor, byl i Customizer volán pomocí zkompilované třídy, tentokrát 
JMFCustomizer. V rozhraní MySaifu byl vybrán typ Class a do položky jména bylo zapsáno 
JMFCustomizer. V detailnějším nastavení Options byly do CLASSPATH přidány cesty 
k souborům jmf.jar a customizer.jar. Jako aktuální adresář (položka Current Directory) je 
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doporučeno zvolit cestu k adresáři s knihovnami JMF. Po spuštění (tlačítko Execute) došlo 
k načtení jednotlivých knihoven a inicializaci aplikace JMF Customizer (viz Obr. 5.7). 
Nyní bylo třeba zvolit potřebné parametry a vytvořit vhodnou konfiguraci JMF pro 
aplikaci komunikačního klienta. Na první obrazovce se nachází dvě pole k výběru zdrojového 
souboru s knihovnami (jmf.jar) a k zadání názvu pro nově vytvořený, přizpůsobený archiv jar. 
V horní části bylo třeba vybrat využívané zdroje a způsoby odesílání dat. Volitelně lze připojit 
také další nástroje (Obr. 5.7 - položka Demo&Tool) jako součást již přizpůsobené knihovny 
customJmf.jar. V případě navrhované aplikace bylo třeba zaškrtnout všechny položky 
v odděleních Media Source a Media Sink. 
V následujícím nastavení je možné vybrat podporované typy souborů, kodeky, 
multiplexery a paketyzátory. Dále zde dochází ke specifikování zdrojových vstupně 
výstupních zařízení. V případě navrhované aplikace se jednalo o práci s formátem wav, 
podpora streamu RTP audio dat a výběr rozhraní javasound. V posledním bodě nastavení se 
pomocí tlačítka Customize spustí tvorba nového archivu. 
Tvorba probíhá několik minut a na konci je ohlášena chyba obsahující informaci 
o chybějícím souboru RegistryLib.class. Nyní bylo třeba dodržet následující postup: 
• Aplikaci neuzavírat a přepnout se do správce souborů. Ve složce s JMF soubory se 
nachází pracovní adresář cuswork, který obsahuje zdrojový soubor RegistryLib.java. 
• Tento soubor je třeba zkompilovat do podoby RegistryLib.class. V našem případě byl 
soubor zkompilován na platformě J2SE ve verzi jdk1.6.0_04. 
• Je také třeba dodržet správnou cestu k souboru a proto vytvořit adresářovou strukturu 
která je podřízena adresáři se archivy JMF, tedy  
../cuswork/sun/media/util/RegistryLib.class. 
• Poté je třeba se přepnout zpět do aplikace JMF Customizer, ve které by mělo zůstat 
nezměněné nastavení a spustit vytvoření archivu (tlačítko Customize) znovu. V tomto 
běhu by měl být vytvořen přizpůsobený archiv korektně. 
Pro každý nový typ konfigurace pomocí JMF Customizer byl vytvořen nový 
RegistryLib.java soubor a proto jej bylo třeba znovu zkompilovat a vytvořit odpovídající class 
soubor. 
Tento přizpůsobený jar soubor bylo poté třeba vložit i do navrhované aplikace jako 
zdrojovou knihovnu ve vývojovém prostředí NetBeans. Testování bylo prováděno s různými 
kombinacemi nastavení. 
5.3.3 Vytvoření přizpůsobené Java Sound API 
Protože JMF Cross platform neobsahuje implementaci Java Sound API, bylo třeba ji 
přidat. Pokus použít sound.jar z Windows Performance Pack byl neúspěšný a bylo třeba 
vytvořit nový archiv pro potřebu přehrávání základních zvuků aplikace. Bylo přistoupeno 
k nestandardnímu řešení. Vhodným extrahovacím nástrojem schopným práce s jar archivy 
bylo třeba rozbalit soubor rt.jar, který používá virtuální stroj mobilního zařízení. Cesta 
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k souboru byla nalezena v rozhraní Mysaifu, v poslední záložce, položce Bootclasspath. Akce 
byla prováděna na desktopové platformě. 
Z rozbalené adresářové struktury byl vybrán pouze javax.sound.sampled.* a tyto třídy 
byly opět převedeny do jar archivu. Pro tvorbu archivu byla použita aplikace jar.exe. Soubor 
byl „zabalen“ (platforma J2SE ve verzi jdk1.6.0_04) příkazem: 
jar cvf soundSMy.jar -C \ . . 
Tento příkaz byl proveden v aktuální složce s adresářovou strukturou, kde 
hierarchicky nejvýše byl adresář javax. Výsledkem je vznik souboru soundSMy.jar. Tímto 
činem bylo docíleno synchronizování verzí tříd, které využívá virtuální stroj MySaifu a které 
využívá aplikace.  
5.3.4 Výsledek úprav JMF 
Ačkoli se všechny provedené úkony jevily jako správné a bylo postupováno dle 
dokumentace, nepodařilo se docílit funkčnosti s navrhovanou aplikací komunikační klient 
SIPcall na platformě J2ME, v konfiguraci CDC. Aplikace nebyla schopna najít a tedy ani 
přijímat data ze vstupního zařízení. Tato nefunkčnost byla potvrzena aplikací JMF Studio, 
která ukončila pokus o přístup ke vstupnímu zařízení stejnou chybou. Po dlouhém hledání 
řešení bylo přistoupeno k rozhodnutí vytvořit alternativní aplikaci na desktopové platformě 
J2SE využívající JMF Windows Performance Pack. Tato verze JMF je určena přímo pro 
desktopové operační systémy Microsoft Windows a není tedy na této platformě třeba 
složitějšího zásahu do jeho nastavení. 
Současná situace nedovoluje do mobilní verze aplikace implementovat knihovnu JMF 
schopnou detekce vstupních zařízení, přenos a zpracování audio dat. Bude-li v budoucnu 
k dispozici knihovna pro multimediální data splňující požadavky aplikace, určena pro mobilní 
platformu J2ME, konfiguraci CDC, nebude problém mobilní aplikaci dokončit a uvézt do 
plného provozu. 
5.4 INSTALACE 
Jelikož obě verze aplikace sestávají z několika souborů a balíčků a pro správnou 
funkčnost vyžadují jak patřičný virtuální stroj, tak Java Media Framework (v případě verze 
J2SE), jsou v této kapitole popsány postupy tvorby, obsah instalačních balíčků a výsledky 
instalace. 
5.4.1 Instalace JVM 
Hlavním prvkem pro správné fungování aplikace je virtuální stroj. V kapitole 4.2 je 
popsán výběr vhodného JVM pro mobilní aplikaci. Vyhovující byl japonský projekt Mysaifu 
(viz podkapitola 4.2.6). Instalace je řešena formou souboru CAB a vyžaduje asi 12 MB místa 
v paměti. Je doporučeno virtuální stroj nainstalovat do paměti zařízení, nikoli na paměťovou 
kartu. 
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U desktopové platformy je zpravidla podpora Javy (JRE) na hostitelském počítači již 
nainstalována. Není-li tomu tak, na webových stránkách www.java.com se nachází poslední 
verze virtuálního stroje JRE (popř. celý JDK). 
5.4.2 Instalátor mobilní verze aplikace SIPcall pomocí CAB souboru 
Pro spuštění aplikace je třeba kromě archivu aplikace JAR ještě několik dalších 
souborů. Proto byla vytvořena instalace a aplikace je distribuována ve formátu CAB, který je 
mimo jiné určen pro instalaci aplikací na mobilní zařízení s operačním systémem Microsoft 
Windows Mobile. 
Instalační soubor byl tvořen programem Cabwiz.exe od společnosti Microsoft. 
Program neobsahuje žádné grafické rozhraní a tvorba je založena na zpracování skriptu. 
Byl sestaven skript obsahující parametry a cesty ke zdrojovým a cílovým souborům 
tvořeného archivu. K těmto údajům bylo přidáno omezení na verze mobilního operačního 
systému (od verze 5.0 do 6.1), což povolí nainstalování aplikace pouze na testovaných 
systémech. Dalším parametrem bylo nastaveno upozornění při přerušení kopírování souborů 
z CAB archivu na mobilní zařízení. 
Skript zajišťuje, že je aplikace nainstalována do adresáře SIPcall, který obsahuje dva 
podadresáře settings a sounds. Do hlavního adresáře SIPcall je nainstalován jar soubor 
s aplikací a soubor typu mysaifujvm s konfigurací virtuálního stroje. Díky tomuto souboru 
není třeba pokaždé spouštět a nastavovat aplikaci (jar soubor) přes rozhraní virtuálního stroje 
Mysaifu. Tento konfigurační soubor obsahuje nastavení spuštění jar archivu z cesty 
..\SIPcall\SIPCall_03_J2ME.jar a povolení zobrazení obsahu konzole. Velikost haldy 
nastavuje na hodnotu 32 MB a povoluje zobrazení využití paměti. 
Ve skriptu je rovněž definováno vložení zástupce lnk do nabídky Start mezi 
Programy. Zástupce odkazuje na konfigurační soubor sipcallExe.mysaifujvm, který je 
asociován s virtuálním strojem Mysaifu, což při jeho zavolání způsobí spuštění aplikace. 
5.4.3 Instalátor desktopové verze aplikace SIPcall 
Instalace desktopové verze aplikace byla vytvořena pomocí programu Setup 
Editor 2.1, který je k dispozici zdarma (www.glenn.delahoy.com/software/). Instalace 
obsahuje oproti instalaci mobilní verze externí knihovny (u mobilní verze aplikace byly 
zkompilovány přímo v jar souboru) a instalaci Java Media Framework 2.1.1e Windows 
Performance Pack. 
Na Obr. 5.8 je zobrazeno rozhraní editoru instalátoru. Při sestavování posloupnosti 
příkazů bylo třeba dávat pozor na hierarchii adresářů a tedy vložit soubory nejprve do 
adresáře SIPcall a poté do podadresářů. Po zkopírování souborů dojde k vytvoření zástupce na 
ploše. Tento zástupce odkazuje na soubor run2jar.bat, což je dávkový soubor obsahující 
syntaxi ke spuštění aplikace pomocí jar souboru. Mezi poslední úkony patří zkopírování 
instalačního souboru JMF do dočasné složky a jeho spuštění. Po instalaci JMF je tento soubor 
odstraněn. 
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Bohužel instalace Java Media Framework neprovede kontrolu na dříve nainstalovanou 
verzi a proto je-li již na cílovém počítači JMF nainstalován, je třeba instalaci ukončit až po 
její inicializaci. Z tohoto důvodu byly vytvořeny dva instalační soubory aplikace – s instalací 
JMF a bez ní. Instalační soubory jsou ve formátu EXE. 
 
Obr. 5.8: Setup Editor – tvorba instalace desktopové verze aplikace 
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6 TESTOVÁNÍ V REÁLNÉM PROVOZU 
Aplikace byla podrobena několika testům, z nichž některé byly prováděny pouze na 
desktopové verzi aplikace z důvodu přenosu RTP audio dat. 
Pro testování mobilní verze aplikace SIPcall byly použity dvě PDA zařízení. Obě 
s rozlišením VGA (640x480px), operační pamětí RAM 64 MB a 288 MB a procesorem 
architektury ARM o taktu 624 MHz a 528 MHz. Zařízení byla vybavena operačním systémem 
Microsoft Windows Mobile verze 5.0 a verze 6.1. V případě verze aplikace J2SE byl test 
prováděn na operačním systému MS Windows XP Professional. Všechna zařízení byla 
vybavena kartou pro přístup do bezdrátové sítě podle standardu IEEE 802.11b/g. 
 
Obr. 6.1: Odchycené SIP pakety signalizace spojení aplikace dvou zařízení 
6.1 TEST SIP RELACE 
Verze pro mobilní zařízení nemá implementovánu podporu přenosu zvuku, avšak při 
signalizačním sestavování spojení se chová, jako by podporu zvuku měla. Je zde totiž 
implementováno vytvoření SDP popisu s dostupnými kodeky. Ačkoli nedochází k přenosu 
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zvuku, probíhá signalizace jako by byla data přenášena. Jak již bylo zmíněno výše (viz 
kapitola 5.3.4), verze aplikace pro mobilní zařízení je prakticky nevyužitelná, avšak vznikne-
li v budoucnosti podpora JMF či jiného media stacku na této platformě, je možno ji snadno 
implementovat. 
Na Obr. 6.1 je zobrazena signalizační relace SIP při spojení dvou zařízení. Detailně je 
zobrazena metoda INVITE. Ve spodní části je její podrobný výpis včetně SDP popisu 
a požadavku na přenos RTP audio dat kódovaném ve formátu GSM 06.10. 
Ustavení spojení bylo testováno jak v případě dvou verzí aplikace pro mobilní 
zařízení, tak při užití jedné aplikace ve verzi pro mobilní zařízení a jedné v desktopové verzi. 
V tomto případě bylo spojení navázáno bez problémů a signalizace odpovídá Obr. 6.1. 
V případě testování spojení mobilní verze aplikace SIPcall s jiným programem využívající 
SIP signalizaci (testování bylo prováděno s programem Zoiper) bylo spojení navázáno. Audio 
RTP data byla kódována dle dohody s mobilní aplikací SIPcall a odesílána pouze ze strany 
aplikace Zoiper. V případě pokusu o spojení desktopové a mobilní verze aplikace byla situace 
obdobná a docházelo k sestavení spojení a přenosu dat pouze jedním směrem. 
6.2 TEST RTP RELACE 
Aplikace SIPcall podporuje (pouze ve verzi pro desktopové operační systémy) přenos 
audio dat komprimované kodeky G.711 μ–Law nebo GSM 06.10.  
 
Obr. 6.2: Odchycené RTP pakety spojení aplikace dvou zařízení 
Na Obr. 6.2 jsou zobrazeny dva druhy RTP paketů včetně popisu. V případě první 
dvou se jedná o RTP Payload Type 3 – GSM mono (GSM 06.10). Ve spodní části je 
vyobrazen obsah hlavičky jak RTP paketu informující o pořadí paketu či použitém kódování, 
tak i informace transportního protokolu UDP obsahující zdrojový a cílový port. V případě 
dalších dvou paketů se jedná o RTP paket s Payload Type 0 - PCM G.711 μ-Law (8kbit). 
Řídicí RTCP pakety byly odesílány v průběhu datového toku RTP, avšak o řízení odesílání 
a zpracování se stará media stack JMF a proto nebyly hlouběji zkoumány.  
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Při přenosu dat RTP GSM 06.10 byla změřena přenosová rychlost v rozmezí 10 - 20 
kb/s což odpovídá předpokladu (13 kb/s). V případě RTP toku dat kódovaných podle ITU 
G.711 μ-Law byl změřen datový tok 80 kb/s (předpoklad 64 kb/s). Latence, jitter, ztrátovost 
paketů, popř. echo hovoru, což jsou hlavní parametry popisu kvality hovoru, nebyly 
významné a hovor byl srozumitelný. Hovor byl testován v lokální síti přes rozhraní WiFi dle 
standardu IEEE 802.11g, na přístupovém bodu typu SOHO. 
Testování přenosu RTP dat bylo prováděno ve dvou variantách. Přenos dat 
kódovaných dle dohody byl realizován mezi dvěma aplikacemi desktopové verze SIPcall a při 
použití aplikace SIPcall pro desktopovou platformu a aplikace Zoiper. V obou případech 
došlo k bezproblémovému sestavení spojení jak signalizace, tak i přenosu audio dat, v obou 
případech obousměrně. 
52 
Diplomová práce  Komunikační klient v JavaME 
7  ZÁVĚR 
Tato práce má za úkol uvézt do problematiky multimediálních aplikací v prostředí 
JavaME a představit navrh a realizaci aplikace umožňující hovor mezi dvěma mobilními 
zařízeními. Po analýze možností bylo rozhodnuto, že se bude jednat o aplikaci na platformě 
J2ME, v konfiguraci CDC (Connected Device Configuration), s rozšiřujícím profilem 
Personal Profile. Signalizaci hovoru protokolem SIP zajistí vybraná knihovna s názvem 
MjSip. Jako hostitelský mobilní operačním systémem aplikace byl vybrán Microsoft 
Windows Mobile verze 6.0. Virtuální stroj JVM, který splňoval všechny podmínky byl 
vybrán Mysaifu. Pro zpracování a přenos audio dat pomocí protokolu RTP byl zvolen jako 
nejvhodnější Java Media Framework ve verzi 2.1.1 Cross Platform.  
Samotná realizace navrhnuté aplikace obnášela vytvoření funkčního rozhraní mezi 
knihovnou signalizace a knihovnou pro přenos audio dat. Neméně důležitou částí bylo 
vytvoření grafického uživatelského rozhraní. Signalizace hovoru je řešena variantou spojení 
bod-bod, kdy uživatel není registrován u žádně pobočkové ústředny typu softswich, nýbrž 
jeho UAS poslouchá na portu 5060 (implicitně). Implementace signalizace SIP byla 
bezproblémová a sestavení signalizační relace je zcela funkční. 
Přizpůsobení knihovny pro přenos a zpracování audio dat (JMF ve verzi Cross 
platform) mobilní platformě s sebou neslo jisté konfigurační zásahy a i přes časově náročné 
odlaďování se nepodařilo dosáhnout kýženého úspěchu. Ačkoli není knihovna JMF přímo 
určena pro platformu J2ME, verze Cross platform by dle požadavků a specifikace mohla být 
použita. Problémem bylo načtení příjmu zvuku z mikrofonu, kdy ovladače JavaSound 
detekovaly vstupní zařízení, avšak nebyly schopny z něj přijímat informace. Tento neúspěch 
zcela vyřadil použití audio přenosu v navrhované aplikaci. 
Byla tedy vytvořena alternativní verze aplikace na platformě Java 2 Standard Edition 
pro desktopové operační systémy. Zde byla použita knihovna JMF 2.1.1 ve verzi Windows 
Performance Pack určená přímo pro desktopové operační systémy MS Windows. Zpracování 
a přenos audio dat pomocí RTP byl úspešně realizován a to za použití dvou typů kodeků:  
μ-Law a GSM 06.10. Výsledky testování v reálném provozu jsou prezentovány v poslední 
kapitole a byly rovněž uspěšné. 
Vývoj mobilních Java aplikací je orientován spíše na konfiguraci CLDC a profil 
MIDP, aktuálně ve verzi 2.0. Ten využívá multimediální knihovnu MMAPI, avšak bez 
podpory přenosu multimediálních dat protokolem RTP. Vzhledem k faktu, že společnost Sun 
vyhlásila EOL (End Of Life) virtuálnímu stroji Personal Java a virtuální stroje pro mobilní 
zařízení v konfiguraci CDC jsou zpravidla zpoplatněny, jsou na této platformě vyvíjeny jen 
speciální aplikace. 
Výsledkem práce jsou dvě verze aplikace SIPcall. Ta je schopna realizovat spojení 
mezi dvěma účastníky. V jednom případě (mobilní verze) je pouze sestaveno spojení 
s dohodnutím parametrů relace. V druhém případě (desktopová verze) dochází i k přenosu 
audio dat pomocí protokolu RTP. Práce prezentuje současnou situaci při vývoji aplikací na 
platformě J2ME, v konfiguraci CDC. 
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Pokud by se podařilo nalézt alternativní media stack schopný detekovat multimediální 
rozhraní mobilního zařízení a realizovat odesílání RTP streamu, mělo by smysl na této 
platformě aplikace vyvíjet. Bohužel v současné době nebyl nalezen žádný, který by byl 
použitelný na vybrané platformě. 
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SEZNAM ZKRATEK  
ADPCM Adaptive Differential Pulse Coded Modulation 
ARM Advanced RISC Machine 
CAB Instalační komprimovaný soubor pro operační systémy Microsoft 
CDC Connected Device Configuration 
CLDC Connected Limited Device Configuration 
CVM C Virtual Machine (JVM pro konfiguraci CDC) 
DNS Domain Name Server 
DTMF Dual Tone Multiple Frequency 
DVI Digital Video Interactive 
EOL End Of Life 
EXE EXEcutable 
GNU GPL GNU General Public License 
GSM Global System for Mobile communications 
GUI Graphical User Interface 
IANA Internet Assigned Numbers Authority 
IDE Integrated Development Environment 
IEEE Institute of Electrical and Electronics Engineers 
ITU International Telecommunication Union 
J2EE Java 2 Enterprise Edition 
J2ME Java 2 Micro Edition 
J2SE Java 2 Second Edition 
JMF Java Media Framework API 
JPEG Joint Photographic Expert Group 
JSP Java Server Pages 
JSR Java Specification Request 
JVM Java Virtual Machine 
KVM Kilobyte Virtual Machine 
MDA typ PDA přizpůsobené pro telefonní mobilní síť 
MIDP Mobile Information Device Profile 
MMAPI Mobile Media API 
MPEG Moving Picture Expert Group 
P2P Peer-to-Peer 
PBX Private Branch eXchange 
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PCM Pulse Code Modulation 
PDA Personal Digital Assistant 
RAM Random-Access Memory 
RFC Request For Comments 
RISC Reduced Instruction Set Computer 
ROM Read-Only Memory 
RTP Real-time Transport Protocol 
RTPC RTP Control Protocol 
S/MIME Secure / Multipurpose Internet Mail Extensions 
SDK Software Development Kit 
SDP Session Description Protocol 
SIP Session Initiation Protocol 
SOHO Small Office / Home Office 
TCP/IP Transmission Control Protocol / Internet Protocol  
TLS Transport Layer Security 
TTL Time To Live 
UA User Agent 
UAC User Agent Client 
UAS User Agent Server 
UDP User Datagram Protocol 
UIQ User Interface Quartz 
UML Unified Modeling Language 
UMTS Universal Mobile Telephone Standard 
URI Uniform Resource Identifier 
VM Virtual Machine 
VoIP Voice over Internet Protocol 
WEME WebSphere Everyplace Micro Environment 
WiFi Wireless Fidelity 
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