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altigen die heutigen hohen Anforderungen in
CAD/CAM, CASE, datenintensiven KI-Anwendungen oder Bild- und Sprachverarbei-





urliche Modellierung komplexer Sachverhalte, das Fehlen der M

oglichkeit
zur Denition von Datentypen und zur Verhaltensdenition sowie die Kluft zwischen Pro-
grammiersprache und Datenbankanfragesprache (impedance mismatch). Ein vielverspre-
chender Ansatz zur L

osung dieser Probleme ist das objektorientierte (OO) Paradigma.
Realweltobjekte k

onnen mit diesem Ansatz nat

urlicher und i.d.R. auch ezienter model-
liert werden. Durch die Konzentration auf Objekte als eigenst

andige und abgeschlossene
Einheiten wird zudem die Wiederverwendbarkeit von Software unterst

utzt. Objektorien-
tierte Datenbankmanagementsysteme (OODBMS) haben in diesem Zusammenhang die
Aufgabe der persistenten Verwaltung von Objekten.
Die Entwicklung von OODBMS wird grunds

atzlich aus zwei Richtungen be-
stimmt. Zum einen aus dem Datenbankumfeld und zum anderen aus dem Bereich der
Programmiersprachen
1
. Aus dem Bereich der Datenbanken resultiert der Bottom-up-
Ansatz, der Datenbanktechnologie um relevante objektorientierte Konzepte erweitert.
Der Top-down-Ansatz wird entsprechend durch die Programmiersprachenwelt verfolgt
und erweitert objektorientierte Sprachen um die notwendigen Datenbanktechnologien und
-konzepte.
Der vorliegende Bericht untersucht die Leistungsf

ahigkeit des kommerziellen
OODBMS ObjectStore in der Version 3.0 und zwar auf Basis des DML Interfaces. Aus-
gangspunkt daf













im Herbst 1994 durchgef

uhrt wurden (s. [AbuA94, Schl94]).
Zun

achst wird in Kapitel 2 die Architektur von ObjectStore beschrieben, danach in
Kapitel 3 das Datenmodell untersucht. Kapitel 4 widmet sich dem Datenbank- und Lauf-





ur das grundlegende Verst

andnis der objektorientierten Konzepte und Modelle sei




artig mit Abstand verbreitesten objektorientierten Programmiersprachen sind C++ und
Smalltalk.
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2 Die Architektur von ObjectStore
2.1 Die Client-Server-Architektur






















Tabelle 1: Client-Server-Architektur von ObjectStore
Abbildung 1 veranschaulicht das Zusammenspiel der ObjectStore-Komponenten Ser-
ver, Directory Manager und Cache Manager. Clients fordern vom Server Seiten an, die
dieser mit Hilfe des Directory Managers zur Verf

ugung stellt und verwaltet. Der auf dem
Client laufende Cache Manager-Proze reduziert die Kommunikation zwischen Client und
Server, indem er aktuelle Seiten puert (vgl. [LLOW91, S. 56 .]).
2.2 Verteilung
ObjectStore bietet eine Client Server Architektur, die die Verteilung von Daten in einem
Netzwerk durch eine parallele Nutzung von Datenbanken, die sogar auf Rechnern unter-
schiedlicher Architektur installiert sein k

onnen (vgl. [ObTe94, S. 21]), unterst

utzt. Diese
Datenbanken durften in der Vergangenheit allerdings nur ObjectStore-Datenbanken sein
und ben






Connectivity Services\ allerdings direkt auf Datenbanken
anderer Hersteller zugegrien werden. Weiterhin ist es erlaubt, da Clients unter un-
terschiedlichen Betriebssystemen laufen k

onnen und trotzdem von einem Server bedient
werden. Zur Zeit gibt es jedoch die Restriktion, da Anwendungen, die gemeinsam mit





Anders als in traditionellen Datenbankmanagementsystemen liegt in ObjectStore ein Teil
des Datenbankmanagements, wie beispielsweise die Anfragebearbeitung, in der Verant-
wortung des Client. Dies ist transparent f

ur den Anwender. Auf diese Weise wird neben
einer m

oglichen Datenverteilung auch eine
"
Verarbeitungsverteilung\ in ObjectStore reali-
siert. In einer ObjectStore-Systemumgebung k

onnen mehrere Server installiert sein. Diese
haben vor allem die Aufgabe, die Datenbanken mit Hilfe des Directory Managers zu ver-
walten. Der Directory Manager ist eine ObjectStore-Applikation, mit dessen Hilfe eine
Datenverteilung vorgenommen werden kann. Die kleinste Einheit der Verteilung ist eine
-4-
einzelne Datenbank. Diese scheinbare Restriktion relativiert sich jedoch, wenn ber

ucksich-
tigt wird, da ein Schema logisch aus mehreren Datenbanken zusammengesetzt sein kann.














Abbildung 1: ObjectStore-Prozesse (entnommen aus [ObDM93, S. 14])
ObjectStore behandelt verschiedene Verteilungsaspekte wie folgt:
 Die Verteilungstransparenz wird durch den Directory Manager realisiert.
 Die Aufteilung der Daten und Programme mu durch den Benutzer erfolgen.






andert sich durch die Verteilung nicht.
 Die Anfragebearbeitung erfolgt durch den Client.
 Globale Transaktionen werden durch ein Zwei-Phasen-Freigabe-Protokoll synchro-
nisiert (s. Unterabschnitt 4.8).
 Die globale Recovery ist abh






oglichkeiten in ObjectStore sind zwar noch in der Ausbauphase, aber
gut konzipiert und k

onnen weitgehend transparent verwendet werden.
-6-
3 Das Datenmodell von ObjectStore
3.1 Typen, Klassen und Metaklassen
Jeder Typ und jedes Objekt, das in Smalltalk, C oder C++ deniert werden kann, kann
auch in ObjectStore abgelegt werden (vgl. [ObTe94, S. 11]).
ObjectStore

ubernimmt das Typen- und Klassenparadigma von C++. Es existieren





ublichen Basistypen wie integer, float, char zu verstehen (vgl.
[Stro92, S. 57 f.]).
Bei den abgeleiteten Typen interessieren vor allem die Typkonstruktoren und die be-
nutzerdenierten Typen. Die Typkonstruktoren werden sp

ater im Rahmen der komplexen
Objekte intensiver behandelt.




uber die Denition von Klassen realisiert. Eine Klasse besteht aus einer Struktur-
und einer Verhaltensdenition. Die Struktur der Instanzen einer Klasse wird durch die Ag-
gregation von notwendigen Standarddatentypen, eingebetteten Klassen (auch data mem-
bers genannt) und Zeigern auf (woanders abgelegte) Komponentenobjekte deniert. Das
Verhalten der Instanzen der Klasse wird

uber Funktionen (member functions) realisiert.
Spezielle Funktionen fungieren dabei als Objektfabrik, d.h. mit ihrer Hilfe k

onnen neue
Instanzen einer Klasse erzeugt werden. Sie werden Konstruktoren (engl. constructors) ge-
nannt. Die Konstruktoren besitzen denselben Namen wie die Klasse, wobei eine Klasse
auch mehrere Konstruktoren besitzen kann. Zus

atzlich gibt es in C++ auch die kom-
plement

are Funktion, den Destruktor (engl. destructors). Destruktoren werden durch den
Klassennamenmit einemKomplementzeichen vor demNamen deklariert. Die Hauptaufga-
be von Destruktoren (auch cleanup functions genannt) ist es, Objekte durch Freigabe des







[JeRe92, S. 54]; [Stro92, S. 166]). Konstruktoren und Destruktoren m

ussen in ObjectStore





ben. Der Aufruf von Funktionen besitzt die Syntax <Klassenname>::<Funktionsname>.
Klassen werden in C++ mit dem Schl

usselwort class deniert.




zu denieren. Durch sie werden Model-
lierungen verst

andlicher und Redundanzen vermieden werden. Es ist nicht erlaubt, von
abstrakten Klassen Instanzen zu bilden. Methoden abstrakter Klassen ben

otigen keine
Implementierung, sie werden als pure virtual functions bezeichnet und mit 0 initialisiert.
In den von den abstrakten Klassen abgeleiteten Klassen m

ussen solche Methoden dann
explizit deniert werden (vgl. [JeRe92, S. 14]; [Stro92, S. 206 f.]).




utzt. Sie dienen zur
Erzeugung von konkreten Klassen
4
. Die Denition einer generischen Klasse enth

alt Para-
meter. Bei einer Instanziierung werden f

ur diese Parameter konkrete Typen eingesetzt.
2
Abstrakte Klassen werden auch virtuelle Klassen genannt.
3
Generische Klassen heien in C++ Templates.
4




auterungen dazu in Abschnitt
3.3.
-7-
C++ erlaubt die Denition von statischen Elementen (Attribute und Methoden) und
somit die Modellierung von gemeinsamen Klassenelementen, auch Metainformationen ge-
nannt. Sie beschreiben die Klasse als solche und nicht einzelne Instanzen der Klasse. Die




usselwort static. Hinsichtlich der Spei-
cherung von statischen Attributen behandelt ObjectStore diese genau so wie die Metho-
den. Sie werden nicht zusammen mit den anderen Attributen in der Datenbank, sondern
in der Objektdatei von C++ (.o-File) gespeichert.
Die Unterst

utzungskonzepte von ObjectStore f

ur Typen und Klassen sind umfang-




ur die Verwendung von









uber festgelegte Methoden. Damit wird sicherge-
stellt, da nur die freigegebenen Daten und diese nur in der denierten Form gesehen und
manipuliert werden k

onnen (information hiding), Elemente einer Klasse k

onnen verschie-





oentlichen Elemente sind f

ur alle Klassen und Programm-
teile sichtbar. Auf sie kann daher uneingeschr

ankt zugegrien werden.
(b) private (dt. privat). Private Elemente sind ausschlielich innerhalb der Klasse sicht-
bar. Nur die Funktionen der zugrundeliegenden Klasse haben freien Zugri auf sie.
Zugri von auen ist nicht m

oglich. Eine Ausnahme bilden allerdings die friend
Klassen, auf die weiter unten eingegangen wird.




utzte Elemente sind nur in der Klasse selbst und in












allen ist es sinnvoll und w

unschenswert, die Kapselung verborgener Ele-
mente zu lockern. Zu diesem Zweck bietet C++ das Konzept der friend Klassen. Diese
Klassen haben die M

oglichkeit, auf die mit private gesch

utzten Elemente zuzugreifen und
damit die Kapselung zu verletzen. Auer durch friend Klassen kann die Kapselung durch




Objektkonstruktoren (Ausnahme der Tupelkonstruktor) werden in ObjectStore von pa-
rametrisierten Klassen
6
realisiert. Sie werden unter dem Begri Kollektionen (engl. coll-






auterungen zum Metaobjekt Protokoll benden sich in Abschnitt 4.11
6
Objektkonstruktoren in ObjectStore k

onnen auch durch nicht{parametrisierte Klassen unterst

utzt
werden. Dies ist vom Compiler abh

angig. Der Unterschied zwischen parametrisierten und nicht{
-8-
sind vergleichbar den arrays in Programmiersprachen oder den Tabellen in relationalen
Datenbanken (vgl. [LLOW91, S. 54]). Wie arrays k

onnen auch sie viele Instanzen des
selben Typs speichern. Kollektionen in ObjectStore erlauben die Erzeugung von geordne-
ten oder ungeordneten Objektmengen. Die Erzeugung von Elementduplikaten innerhalb
der Menge kann f






(b) os_Bag<T> (Multimengenonstruktor, d.h. Duplikate sind erlaubt),
(c) os_List<T> (Listenkonstruktor) und
(d) os_Array<T> (Arraykonstruktor)
Durch diese vier Konstruktoren wird die in [ABD+89, S. 5] gestellte Minimalmenge
an Objektkonsturktoren erf

ullt. Die Elemente einer Menge sind im Gegensatz zu denen
einer Liste ungeordnet. Im Gegensatz zu Bags d

urfen Mengen keine Duplikate enthalten.
Bags sind wie Mengen ungeordnet. Listen und Arrays sind geordnete Kollektionen, die
Duplikate enthalten k

onnen oder nicht. In ObjectStore ist Persistenz orthogonal zu die-
sen Typkonstruktoren
7
. Demnach kann eine Menge eines beliebigen Types transient oder
persistent allokiert werden (vgl.[OHMS92, S. 404]).
Die Objektkonstruktoren Set, Bag und List k

onnen auch durch die direkte Instan-
ziierung in der Klasse os_Collection erzeugt werden. Eine Instanz dieser Klasse kann
zu einem Zeitpunkt entweder die Eigenschaften von Set, Bag oder List annehmen, doch
besteht die M

oglichkeit mit Hilfe der Methode os_Collection::change_behavior() das
Verhalten der Instanz w

ahrend ihrer Lebensdauer zu

andern (vgl. [ObDM93, S. 137]). Auf
diese Objektkonstruktoren k

onnen verschiedene Operationen wie insert, remove, retrieve





Kollektionen werden oft als Klassencontainer (class extents) benutzt. Der Contai-
ner einer Klasse beinhaltet Zeiger zu allen Klasseninstanzen (vgl. [ObDM93, S. 112]). Der
Klassencontainer kann als Einstiegspunkt in die Datenbank fungieren.
Komplexe Objekte k

onnen Komponentenobjekte in unterschiedlicher Form beinhal-





zwischen gemeinsamen und exklusiven Objekten (siehe z.B. [Unla95]). Aus diese Eigen-










parametrisierten Klassen liegt darin, da bei parametrisierten Klassen der Compiler den Elemententyp
einer Kollektion kennt und somit die Typsicherheit garantiert. Das ist bei den nicht{parametrisierten
Klassen nicht der Fall (vgl. [ObDM93, S. 101]
7
Die Kollektionen sind nicht vollst

andig typorthogonal, da sie durch
"
Zeiger\ auf Typen (Klassen)
realisiert werden. In zuk

unftigen Releases werden Kollektionen Klasseninstanzen besitzen. Somit wird








andige Auistung aller zur Verf

ugung stehenden Operationen und Operatoren ist im Re-





ObjectStore erlaubt die Modellierung von Objekten (Unterobjekten), die nur mit






Objekte mit solchen Eigenschaften k

onnen in ObjectStore modelliert werden. Somit
kann ein Objekt eigenst

andig, aber auch als Unterobjekt von einem oder mehreren













angiges exklusives Objekt bzw. Unterobjekt l

at sich in Objectstore nicht
direkt modellieren.
Die Klasse-Unterklasse-Beziehung kann in ObjectStore durch Vererbung abgebildet
werden. Eine Basisklasse ist eine Generalisierung der abgeleiteten Klasse, die andererseits
Spezialisierung (IS-A) der Basisklasse ist.
Die M

oglichkeiten zur Modellierung von komplexen Objekten in ObjectStore sind






Objekte in ObjectStore besitzen eine Identit

at, die von ihren jeweiligen Attributwerten
und Strukturen unabh

angig ist. Die Identit

at wird durch systemweite, eindeutige Identi-
katoren gew

ahrleistet, die ObjectStore beim Anlegen der Objekte vergibt. Die Objekti-
dentit

at besteht aus dem Datenbanknamen, einer Segmentnummer und einer Osetnum-
mer. Es handelt sich also um eine physikalische Objektidentit





Ein wesentliches Konzept von ObjectStore ist, da die Objektidentit

at in den meisten
F

allen nicht verwendet mu, sondern die normalen hauptspeicherbezogenen C++ Zei-




Wird ein noch nicht geladenes Objekt (

uber C++) angesprochen, so l

adt ObjectStore





speicherplatz anderweitig belegt ist, f

ur die auf dieser Seite bendlichen Objektverweise
eine sogennante
"
Relocation\ (auch pointer swizzling) vor (vgl. [LLOW91, S. 58]). Die
n

otigen Informationen, wie Relocation durchgef





Die Objektverweise der neuen Seite sind also bereits aktualisiert, wenn das Programm




alt. Auf diese Weise k

onnen Objekte ohne
direkte Verwendung der Objektidentit

at angesprochen werden. Das bietet den Vorteil,
da Objekte, die einmal geladen sind (und damit

uber C++ Zeiger angesprochen werden
k

onnen), keinen weiteren Laufzeitoverhead verursachen.
-10-
3.5 Vererbung und Polymorphismus
Vererbung
Die Vererbung ist ein Grundkonzept des Datenmodells von C++ und damit auch von Ob-
jectStore. Mit der Vererbung werden Eigenschaften der Basisklassen an abgeleitete Klassen
(engl. derived classes) weitergegeben
9
. So werden die bereits existierenden Klassen bzw.




ahigkeiten erweitert ([Stro92, S. 193]; [Lipp91,
S. 409]). Die Vererbungsmechanismen in C++ sind sehr umfangreich. Sie unterst

utzen
neben der Einfachvererbung auch die Mehrfachvererbung.
Die Vererbung kann, wie bei den Attributen einer Klasse auch, als private oder public
deklariert werden. Im Gegensatz zu den Elementen einer Klasse k

onnen Klassen bei der
Vererbung nicht als protected deklariert werden. Bei der Vererbung mit dem Schl

ussel-
wort private werden alle Elemente der Basisklasse in der abgeleiteten Klasse als private
Elemente betrachtet unabh

angig davon, welchen Zustand sie in der Basisklasse haben
10
.
Bei der Vererbung mit dem Schl

usselwort public behalten die Elemente ihre urspr

ung-
liche, in der Basisklasse denierte Kapselung bei. Auerdem k

onnen in C++-Methoden
der Basisklasse in der abgeleiteten Klasse redeniert werden
11
. Bei der Vererbung bilden
die Klassen eine Klassenhierarchie, d.h. die abgeleiteten Klassen k

onnen wiederum als
Basisklassen dienen (vgl. [Stro92, S. 201]). Die Klassenhierarchie hat bei der Einfachver-
erbung die Gestalt eines Baumes und bei der Mehrfachvererbung die eines azyklischen,
gerichteten Graphen.
C++ erkennt die Problematik der wiederholten Vererbung und des Namenskonikts
und bietet M

oglichkeiten, diese zu beseitigen. Mit Hilfe der Mechanismen des sog. infor-
mation sharing k

onnen Namenskonikte, die sich auf eine Basisklasse (hier besitzt der
Graph genau eine Wurzelklasse) beziehen, verhindert werden. Diese Vorgehensweise ist
nur dann m





Anderungen an Attributen und Methoden





wird der Mechanismus des information sharing realisiert (vgl.
[Stro92, S. 221 f.]). Erbt eine Klasse namentlich identische Methoden von zwei verschie-
denen Basisklassen (hier kann der Graph mehr als eine Wurzelklasse besitzen), wird der
Namenskonikt durch eine explizite Klasssenangabe gel

ost.
Nach der Untersuchung kann zusammenfassend festgestellt werden, da Vererbungs-






oglichkeiten des Polymorphismus werden auf Basis der Vererbung, der Redenition
und des

Uberladens von Methoden in ObjectStore unterst

utzt. Polymorphismus und dy-
namisches Binden werden

uber virtuelle Funktionen (engl. virtual member functions) ver-
wirklicht. Eine virtuelle Funktion kann in der abgeleiteten Klasse redeniert oder erweitert
9
In C++ wird eine Oberklasse Basisklasse und die Unterklasse abgeleitete Klasse genannt.
10
Diese Art von Vererbung wird oft auch als gesteuert bezeichnet.
11
Diese Eigenschaft wird im Rahmen des Polymorphismus (Abschnitt 3.5) diskutiert werden.
12
Hier spricht man auch von virtuellen Basisklassen.
-11-
werden. Deshalb kann sie unterschiedliche Implementierungen in verschiedenen abgeleite-
ten Klassen besitzen. Die virtuellen Funktionen werden in C++ mit dem Schl

usselwort





weiteres als virtuelle Funktionen deklariert werden (vgl. [JeRe92, 148 f.]). Das Laufzeit-
system ndet beim Aufruf der virtuellen Methode mit Hilfe des dynamischen Bindens die
entsprechende Version der Implementierung heraus.
ObjectStore unterst





ahlen das Overriding, das Overloading und die impli-
zite Typkonversion (Coercien).
Overloading
Overloading ist in C++ verwirklicht, da eine Methode verschiedene Implementierungen
besitzen kann. Der Compiler entscheidet hier anhand des Vergleichs der Typen der aktu-
ellen Argumente mit den Typen der formalen Argumente, welche Implementierung einer
Methode aufgerufen werden mu
13
(vgl. [Stro92, S. 641]). C++ unterst

utzt auch das (im-
plizite)






utzt die implizite Typkonversion. Deshalb k

onnen elementare Typen in Aus-
dr

ucken und Zuweisungen, wo es sinnvoll ist, frei komponiert werden (vgl. [Stro92, S. 59,
S. 537.]).
Zum universellen Polymorphismus z

ahlt der parametrische und der Teilmengen-
Polymorphismus. Parametrischer Polymorphismus wird in C++ durch die Templates ver-
wirklicht, Teilmengen-Polymorphismus durch die Vererbung.
3.6 Erweiterbarkeit
Eine Erweiterbarkeit auf interner Ebene ist in ObjectStore nicht m

oglich, auf konzeptu-
eller Ebene, wie in objektorientierten Sprachen

ublich, allerdings wohl: ObjectStore kann
um neue Typen und Operationen erweitert werden. Solche Typen werden

uber Klassen




ubersetzt und deren Objektdateien
in Bibliotheken zusammengefat werden. Bei der Verwendung dieser Klassen mu mit
Hilfe der Pr

aprozessoranweisung #include die Headerdatei eingeladen werden. Die be-
nutzerdenierten Typen verhalten sich zwar wie die integrierten Systemtypen, k

onnen
jedoch nicht als systemeigen betrachtet werden. Bibliotheken mit anwendungsspezischen




Eine Verwendung von Overloading ndet bei der Benutzung von Konstruktoren statt. So besitzen
sie den gleichen Namen wie ihre Klassen.
14
Zu den Standardbibliotheken z

ahlen folgende:
1. Tool.h++ von Rogue Wave Software Inc., 260 SW Madison, Corvallis, Oregon 97333 USA.




3. COOL (C++ object{oriented Library).
-12-
4 Datenbanksystem, Laufzeitsystem und Admini-
stration
4.1 Dauerhaftigkeit
Die Persistenz in ObjectStore ist typorthogonal und implizit, d.h. es werden keine ex-
pliziten Kopierbefehle ben

otigt, um Objekte persistent zu machen (s. [ObRM93, S. 3]).
Es existieren allerdings mitgelieferte Klassen, deren Instanzen nicht persistent gemacht
werden d

urfen (z.B. os_bound_query). Objekte anderer ObjectStore-Klassen d

urfen
nicht transient allokiert werden. Dies kann zu Problemen f

uhren, wie sich am Beispiel
os_configuration zeigt. Erbt eine benutzerdenierte Klasse von der ObjectStore Klasse
os_configuration (s. [ObDM93, S. 203]), so k

onnen keine transienten Instanzen dieser
Klasse angelegt werden. In den meisten F






Restriktionen. Der hierdurch entstehende Versto gegen die Typorthogonalit

at der Persi-
stenz ist als gering einzustufen.
Die Persistenz wird durch eine Redenition des Operators new realisiert. Als Argument
wird die Datenbank angegeben, in der das Objekt persistent abgelegt werden soll. Ein
einmal als persistent gespeichertes Objekt bleibt persistent, bis es explizit gel

oscht wird.
Transportbefehle zur Realisierung der Persistenz werden nicht ben

otigt. Als unbefriedi-
gend hat sich erwiesen, da Persistenz nicht durch Erreichbarkeit realisiert wird. Bei persi-
stenten Objekten, die unabh

angige Komponentenobjekte beinhalten, ist der Programmie-
rer bzw. der Anwender daf

ur verantwortlich, da die referenzierten Komponentenobjekte
ebenfalls persistent gespeichert werden.
15
Praktisch gesehen, mu der Klassenmodellierer
immer eine Fallunterscheidung zwischen transienten und persistenten Instanzen vorneh-
men.




uglich Transaktionen, d.h. da die




angig davon, ob sie durch
persistente oder transiente Daten ausgedr















achste zu untersuchende Punkt ist die Art und Weise, wie Objekte persistent
gespeichert werden. In ObjectStore werden nur Zust

ande von Instanzen in der Daten-





unde und auch weitreichende Konsequenzen.
Applikationen in C++ k






ubersetzt und anschlieend zusammengebundenwerden. Die Vorteile die-
ser Vorgehensweise bez

uglich der Wiederverwendbarkeit sind oensichtlich. Die Schnitt-
stellen zwischen den Modulen werden in sogenannten Headerles (.h - Files) festgelegt,
w

ahrend die Implementierungen nach der

Ubersetzung in ein bindef

ahiges Format in den
Objektdateien (.o - Files) gespeichert werden. Diese k

onnen zu Bibliotheken zusammen-
gefat werden. Der Binder des Betriebssystems w

ahlt bei der Zusammenstellung einer
15




access hooks\ bieten eine minimale Un-
terst

utzung, persistente und transiente Objekte zu mischen, vgl. [ObPG93, S. RN-7].
16






at sich dies prinzipiell realisieren, ben

otigt
jedoch eigene Programmierung, vgl. [ObPG93, S. RN-8].
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Applikation aus diesen Bibliotheken automatisch die ben

otigten Implementierungen aus.
Der Nachteil dieser Konzeption ist die Trennung des Verhaltens von der Struktur. Das
Verhalten wird extern, d.h. in Dateien und daher durch das Betriebssystem verwaltet,
w

ahrend die Struktur eines Objektes in der Datenbank abgelegt wird. Bei gezielter Mani-
pulation der Methoden k

onnen in zwei unterschiedlichen Anwendungen dieselben Objekte
ein v








ObjectStore besitzt keine eigene Anfragesprache, es k

onnen jedoch Selektionsanfragen
gestellt werden. Dies erfolgt in der entsprechenden sogenannten Gast-Sprache, die der
Anwender zuvor ausw

ahlen mu. Die Gast-Sprache stellte die Schnittstelle zum Daten-
banksystem dar. Die Sprache determiniert neben der Syntax f

ur Objektdenition auch









onnen Selektionsanfragen mit einer besonders einfachen Syntax ge-
stellt werden.
Eine SQL-Anweisung der Form
select * from Menge where Bedingung




atzlich zu dieser Syntax k

onnen Bibliotheksfunktionen zur Anfrage verwen-





Anfragen in ObjectStore k














Der horizontale Zugri auf die Objektmenge wird dadurch realisiert. Die DML-
Syntax und die Anfragefunktionen bilden jedoch keine eigene Sprache.
Generische Operationen und Kapselung
Die DML-Syntax verhindert die Verletzung der Kapselung. Anfragefunktionen hin-
gegen ber

ucksichtigen die Kapselung nicht. Es ist m

oglich, explizite und implizite
Attribute abzufragen. Vergleichsoperatoren wie z.B. > oder < k

onnen generisch ver-
wendet werden, auch wenn sie

uberladen worden sind. Funktionen, die implizite
Attribute darstellen, sollten keine Seiteneekte produzieren, d.h. sie sollten keine
Daten

anderungen vornehmen. ObjectStore bietet gegen Seiteneekte keine Ma-
nahmen an.
17
DML darf hier nicht mit Abfragesprache verwechselt werden, sondern umfat den kompletten C++
Sprachumfang, erg















Optimierungen, d.h. eziente Nutzung von Indizies, k

onnen in ObjectStore h

aug




ur liegen vor allem darin, da einer Anfrage
mehrere unterschiedlich aufgebaute Mengen zugrundeliegen k

onnen (vgl. [OHMS92,
S. 408]). Die Anfragebearbeitung l

auft in folgender Reihenfolge ab: Anfrageanalyse,
Erstellen der Anfragestrategie und Ausf

uhren der Anfragestrategie. BeimAufstellen
der Anfragestrategie wird untersucht, ob und welche Indizes existieren. Sind wel-
che vorhanden, werden sie auf jeden Fall genutzt. Heuristiken nden leider keinen
Einsatz, weshalb nicht wirklich von Optimierung gesprochen werden kann.
Vollst

andigkeit, Abgeschlossenheit und Angemessenheit
Anfragen k

onnen nur an Mengen gestellt werden. Dies impliziert, da alle Objekte in
Mengen erfat sind. Eine automatische Unterst






ur diesen Zweck sinnvoll, wird jedoch von ObjectStore nicht unterst

utzt. Die objekt-
orientierten Konzepte, wie beispielsweise komplexe Objekte und Vererbung, werden
unterst






uglich der Angemessenheit sind hingegen nicht erf

ullt. So wird ausschlielich die
Selektion, jedoch nicht die Projektion und der Verbund unterst

utzt. Bei Anfragen
in ObjectStore wird die objekterhaltende Semantik verwendet. Es werden lediglich
Referenzen auf Objekte in Mengen verwaltet. Aus diesem Grund ist es auch nicht
notwendig, Objekte in die bestehende Klassenhierarchie einzuordnen. Mengen, die




ahigkeit zur Denition von Sichten wird, wie in allen anderen objektorientierten





ur die Realisation einer Zugriskontrolle im Rahmen des Datenschutzes interes-
sant. Anfragen in ObjectStore lassen viele W






onnen mittels eines ObjectStore-Zusatzprogrammes
gestellt werden { dem osbrowser. Die F








Mit Transaktion wird in ObjectStore die traditionelle
"
kurze\ Transaktion bezeichnet.
Lang andauernde Transaktionen, wie sie f

ur Nicht-Standard-Anwendungen gefordert wer-













onnen in ObjectStore durch zwei Varianten verwirklicht werden. Zum
einen durch die Transaktionsanweisung (engl. transaction statement) und zum anderen
durch dynamische Transaktionen. F







ur Versionsmanagement siehe Abschnitt 4.6.
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die einzelnen Programmschritte in fester Sequenz vorliegen. Ist dies nicht gegeben, so
kann eine dynamische Transaktion verwendet werden (vgl. [ObDM93, S. 89]). Object-
Store unterst

utzt die geschlossen geschachtelten Transaktionen in dem Sinne, da inner-
halb einer Transaktion (rekursiv) eine Subtransaktion gestartet werden kann. Die Folge
aller Operationen einer geschachtelten Transaktion bleibt allerdings eine Sequenz, d.h.
eine geschachtelte Transaktion stellt nur feinere Einheiten f

ur die Recovery zur Verf

ugung
(Subtransaktion). Paralleles Abarbeiten von Subtransaktionen oder kooperatives Arbei-
ten werden dadurch nicht erm

oglicht. Innere Transaktionen k

onnen auch die sie umgeben-







ur transiente ist der Benutzer / die Anwendung selbst verantwortlich.
Transaktionen k

onnen in zwei unterschiedlichen Modi ablaufen, als read_only- und
als update-Transaktionen, je nachdem, ob Daten nur gelesen oder auch ver

andert werden
sollen. Die Synchronisation ben

otigt diese Angaben, um die entsprechenden Sperren zu
setzen. Die Sperrstrategie von ObjectStore ist pessimistisch. Das Sperren wird automa-
tisch und transparent f

ur den Benutzer durchgef

uhrt (s. [ObTe94, S. 9]). Es wird die aus
konventionellen Datenbanken bekannte Technik des Zwei-Phasen Sperrens eingesetzt (s.
[LLOW91, AWSL92, S. 57, S.39]). Die Granularit

at einer Sperre ist entweder eine Sei-
te oder ein ganzes Segment (vgl. [ObRM93, S.365]). Objektabh






utzt (vgl. [ObTe94, S. 6]). Sperren werden erst nach dem
Ende der

auersten Transaktion wieder freigegeben (s. [ObDM93, Solo92, S. 93, S. 93]).
Anschlieend werden alle Seiten aus dem Adrebereich des Client entfernt und gegebe-
nenfalls zur

uckgeschrieben. Nach einer erfolgreichen R

uckmeldung des Servers verbleiben
die Seiten aus Ezienz

uberlegungen jedoch im Cachespeicher des Rechners. Es wird aber
angenommen, da die Wahrscheinlichkeit, da nachfolgende Transaktionen mit (Teilen
der)
"
alten\ Objekte arbeiten wollen, durchaus gegeben ist. Treten aus diesem Grund
Sperrkonikte mit anderen Rechnern auf, so verlangt der Server als zentrales Organ der




callback message\, vgl. [LLOW91, S. 57
f.]).





onnen z.B. durch Netzwerkfehler oder Verklemmungen
(engl.
"
deadlocks\) hervorgerufen werden (vgl. [ObDM93, S. 97 f.]). In diesen F

allen wer-
den bei Verwendung der Transaktionsanweisung automatisch Wiederholungsversuche ge-
startet. Welche Transaktion bei einer Verklemmung zur

uckgesetzt wird, kann beim Start
des Servers speziziert werden (s. [ObPG93, S. Admin-9]). Transaktionen, bei denen meh-
rere Server involviert sind, werden durch ein Zwei-Phasen-Freigabe-Protokoll abgearbeitet






ur die Beurteilung der Integrit


















ussel als Objektidentikatoren ist in
19
Mit Hilfe der Klasse os transaction hooks k

onnen benutzerdenierte Funktionen aufgerufen wer-
den, die es erm













are Beziehungen zwischen Klassen. Im DML-Interface
werden sie durch das Schl

usselwort inverse_member angezeigt. Die Art der Va-
riablen, die durch inverse_member in Beziehung gesetzt werden, legt die Art der
Beziehungsform (1 : 1, 1 : n oder n : m) fest.
Die Beispieldeklaration in der Klasse LEHRSTUHL:
os_Set<ASSISTENT*> Assistenten inverse_member pLehrstuhl;
und die entsprechende Deklaration in der Klasse ASSISTENT:
LEHRSTUHL *pLehrstuhl inverse_member Assistenten;
legt eine 1:n Beziehung zwischen LEHRSTUHL und ASSISTENT an. Die Hand-
habung ist einfach und f



















atsbedingungen werden hier nicht vollst

andig be-







ultige Zeiger, also z.B. Zeiger von persistenten zu transienten
Objekten, k

onnen auf null gesetzt oder ein Fehler kann signalisiert werden. F

ur
eine ausreichende Behandlung des Problems der Referenzen auf transiente Objekte,








utzt keine expliziten Integrit

atsbedingungen, insbesondere wird











uber Methoden implementiert werden. Eine Systemun-
terst

utzung in diesem Bereich w

urde die Sicherheit erh

ohen und den Modellierungs-
aufwand herabsetzen. Ein Ereignis, wie z.B. das L

oschen eines Objektes, k

onnte
dann beispielsweise in allen umgebenden Objekten (
"
Oberobjekten\) abgefangen
und eine entsprechende Aktion ausgef

uhrt werden. Eine Programmierung dieser
Funktionalit

at ist mit weit mehr Aufwand verbunden.









utzt, die Forderung nach Schl

usseln und einemTrig-




Die Schemaevolution in ObjectStore wird notwendig, wenn die Schemavalidation eine













Der Schemaevolutionsproze in ObjectStore wird in zwei Phasen eingeteilt, zum einen
in die Modikation der Schemainformation und zum anderen in die Instanzmigration.
Die Instanzmigration selbst erfolgt in zwei Teilphasen, die Instanzinitialisierung und die
Instanztransformation (s. [ObDM93, S. 306]). Bei der Instanzinitialisierung werden Spei-
cherkomponenten so initialisiert, da sie konform mit der neuen Klassendenition sind.
Dies ist beispielsweise beim Hinzuf

ugen eines Attributes erforderlich. F






anderungen vorgenommen werden sollen, kann die Instanz-
transformation verwendet werden. Bei dieser kann der Anwender genau spezizieren, wie
jede einzelne Instanz modiziert werden soll. In einigen F

allen mu dazu auf Werte zuge-
grien werden, die in der neuen Klassendenition nicht mehr vorhanden sind, wohl aber
im alten Klassenschema. Dies kann mit Hilfe des Metaobjekt Protokoll
"
MOP\ (siehe
Abschnitt 4.11) erreicht werden. Problematisch ist bei den Transformationsfunktionen
die Kapselung. Soll beispielsweise ein privates Attribut von int nach char umgewandelt
werden, so k

onnen die Zugrisfunktionen nicht auf das alte Objekt angewendet werden.





























tributen bedarf der Verwendung des MOP, falls die Initialisierung dieser At-
tribute auf Werte von anderen Attributen beruht. Das

Andern des Wertebe-
reichs ist problemlos, sofern die Wertebereiche f

ur das C++-Laufzeitsystem
zuweisungskompatibel sind. Semantische Probleme k

onnen dadurch entstehen,
da keine Evolution bei

Anderungen von signed- nach unsigned-Datentypen
erforderlich ist. Namenskonikte durch Vererbung von gleichnamigen Attribu-







des Vorgabewertes von Attributen erfordern keine Schemaevolution, ebenso
die

ublicherweise als static-Variablen realisierten Klassenattribute. Static-







anderungen erfordern in ObjectStore nur dann eine Evolution, wenn
sie die interne Strukturrepr

asentation modizieren (s. o.).
(b)

Anderungen innerhalb der Klassenhierarchie
Folgende Klassenhierarchie

anderungen sind in ObjectStore realisierbar (s.
[ObDM93, S. 357 .]):
(i) eine Klasse O zur Oberklasse der Klasse K machen
(ii) L

oschen der Klasse O aus der Liste der Oberklassen von Klasse K
20












oschen einer Klasse ist problemlos zu verwirklichen. Eine
Namens








onnen in der Regel nicht interaktiv durchgef

uhrt werden, eine




ubersetzt werden. Die Instanzen werden im





Versionen in ObjectStore k

onnen auf beliebige Typen angewendet werden. Zwei wichti-
ge Konzepte im Versionsmanagement von ObjectStore sind die Kongurationen (engl.
congurations) und die Arbeitsbereiche (engl. workspaces).
Kongurationen
Kongurationen dienen dazu, Objekte zu gruppieren, die f

ur den Zweck der Versionie-
rung als Einheit behandelt werden m

ussen. Sie sind als ein Werkzeug zur Gestaltung von
Komponenten (engl. design component) anzusehen. Eine Konguration kann aus einem
einzelnen Objekt, verschiedenen Objekten oder aus einem vollst

andigen Design bestehen.
Eine neue Version eines bestimmten Objekts kann durch dessen Konguration erzeugt
werden. Dies geschieht durch das checkout und checkin von Objekten von oder zu privaten









aufe (version history graph) kreiert werden (vgl. [AWSL91, S. 38]).
Kongurationen k

onnen in ObjectStore verschachtelt werden, d.h. sie k

onnen in andere
Kongurationen eingebettet werden. Dabei kann ein Sperren (checkout) der ganzen Kon-
guration einschlielich seiner Unterkongurationen oder nur der Unterkongurationen
durchgef

uhrt werden. Die Konguration eines bestimmten Objektes kann in ObjectStore
entweder durch die Deklaration einer persistenten Variable vom Typ os_configuration
oder durch direkte Vererbung dieses Typs geschehen (vgl. [ObDM93, S. 189]). Von einer
Konguration kann zu einem Zeitpunkt nicht nur eine Version sondern auch alternative
von anderen Benutzern angelegte Versionen existieren. Das erm

oglicht die Bearbeitung
einer bestimmten Version, auch wenn diese parallel schon von anderen benutzt wird. Ob-
jectStore verhindert dabei das Auftreten von Konikten und die Verklemmung von Trans-
aktionen (deadlocks). Die alternative Version wird mit der Methode checkout_branch()
der Klasse os_configuration erzeugt. ObjectStore unterst

utzt das Einfrieren von Kon-
gurationen, falls weitere Versionen nicht gew

unscht sind. Die eingefrorenen Kongura-
tionen k

onnen aber zu einem sp

ateren Zeitpunkt weiterverarbeitet werden. ObjectStore
unterst

utzt ferner die M

oglichkeit, verschiedene Versionen zu verschmelzen. Das Verglei-




utzt zwei Arten von Arbeitsbereichen, n

amlich die privaten und ge-
meinsamen/globalen Arbeitsbereiche. Objekte einer Konguration k

onnen erst in einem
g

ultigen Arbeitsbereich manipuliert werden. Die Arbeit an einer gemeinsamen Kongu-
ration innerhalb eines

oentlichen Arbeitsbereichs erfordert die Ableitung eines neuen
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privaten Arbeitsbereichs von einem

oentlichen. Dieser wird dann als ein g

ultiger Ar-
beitsbereich zwecks privater Weiterbearbeitung benutzt. Dadurch wird eine Arbeitsbe-
reichshierarchie erzeugt. Persistente Arbeitsbereiche werden durch die Instanziierung der
Klasse os_workspace erreicht.




utzung von Versionen zur
Verf

ugung. Mit deren Hilfe k






oscht werden. Zeitversionen werden in ObjectStore nicht automatisch un-
terst






at durch die Methode os_configuration::name_version() angeben.
Bei der Untersuchung des Versionsmanagements von ObjectStore kann zusammenfas-













Der Einsatz des Sekund

arspeichers in ObjectStore erweitert den virtuellen Speicher in

ahnlicher Weise, wie der virtuelle Speicher den physischen Speicher eines Rechners er-
weitert (vgl. [ObTe94, Abb. 2.1 S. 24, und Abb. 3.1 S. 31]). Dies wird durch eine spe-
zielle Speicherabbildungstechnik, der sogenannten VMMA (Virtual Memory Mapping
Architecture) realisiert. ObjectStore nutzt das Verwaltungssystem der virtuellen Haupt-
speicherverwaltung, indem es Einu auf den durch das Betriebssystems verwalteten Sta-
tus von Seiten (no access, read only, read/write) nimmt. Wird ein Objekt referenziert,
das sich noch nicht im virtuellen Speicher des Rechners bendet (d.h. es wird z.B. eine
Seite angesprochen, die den Status
"
no access\ besitzt), so meldet das Betriebssystem an
ObjectStore einen Seitenfehler. ObjectStore l

adt die entsprechende Seite von der Plat-
te, setzt den Status der Seite auf read only und setzt gleichzeitig eine Lesesperre auf




andernd auf die Seite zugegrien werden, erfolgt wegen des read
only-Schutzes wieder ein Interrupt. Es wird jetzt eine Schreibsperre vergeben (falls kein
Konikt vorliegt) und der Status der Seite auf read/write gesetzt. Sp

atere Zugrisversuche
laufen mit der Geschwindigkeit des virtuellen Speichers ab. Objekte sind im persistenten
Speicher genauso abgelegt wie im transienten Speicher, soda in den meisten F

allen ein
Nachladen einer Seite vom Sekund

armedium ausreichend ist (kein pointer swizzeling).
Kann eine Seite nicht in die zugeh

orige Seite des virtuellen Speichers geladen werden, so
ist eine Adretransformation notwendig (relocation oder pointer swizzling genannt) (vgl.
[LLOW91, ObTe94, S. 56 ., S. 23 .]).




uber eine physikalische Speiche-
radresse, die aus dem Tripel (Datenbankname, Segmentnummer, Osetnummer) be-







Ublicherweise arbeitet der Anwender nicht mit diesen Identikatoren, sondern
er nutzt die

ublichen C++-Zeiger. ObjectStore erlaubt diese transparente Nutzung der
Zeiger durch die oben beschriebene Speicherabbildungstechnik.
In [HuPC93, S. 57 f.] wird zwischen einfachen und h

oheren Clusterangaben unter-
schieden. Die einfachen Angaben beziehen sich auf einzelne Objekte, die h

oheren auf Ob-






uber erwartet, welches Objekt in der N

ahe welches anderen Objek-





oglichkeiten in ObjectStore sind als rudiment

ar und nicht transparent anzusehen.
Objekte werden seiten- oder segmentweise vom Server zum Client transportiert und
dort gepuert. Zeitintensive Netzwerkkommunikation wird dadurch herabgesetzt (vgl.
[ObTe94, S. 24]).
ObjectStore nutzt Anwenderangaben zur Indexverwaltung. Attribute, die einen Index
erhalten sollen, m

ussen mit dem reservierten Wort indexable gekennzeichnet werden.
Ein Index wird im Zusammenhang mit Collections verwendet. Der Zugri auf Elemente
einer Collection wird dadurch optimiert. Indizes k

onnen dynamisch vom Benutzer erstellt
und gel

oscht werden. Die Wartung dieser Indizes erfolgt automatisch durch das System (s.
[ObDM93, S. 149 f.]). Ein Index kann auch f

ur Attribute erstellt werden, die Komponen-
tenobjekte beinhalten. Hierzu werden sogenannte rank- und hash- Funktionen ben

otigt
(s. [ObDM93, S. 163 f.]).
Die Sekund

arspeicherverwaltung und die Zugrismethoden in ObjectStore zeichnen
sich durch weitgehend transparente und eziente Verwendung aus. Eine Ausnahme bildet
die Clusterungstechnik, die vom Benutzer zu detaillierte Angaben verlangt.
4.8 Wiederanlauf
Die Wiederanlaufmanahmen dienen der Datensicherheit. Die Komponenten, die dies
gew

ahrleisten, sind in ObjectStore die Log-Datenbank (vgl. [ObPG93, S. Admin-6 f.]) und
Programme zur Erstellung und Wiederherstellung von Sicherungskopien (vgl. [ObTe94,
S. 51 .]).

Anderungen, die im Verlauf von Transaktionen vorgenommen werden, werden
mittels eines
"
write-ahead-log\ Protokolls (vgl. [Reut87, S. 449]) in die Log-Datenbank
geschrieben. Transaktionen, bei denen mehrere Server beteiligt sind, werden durch das be-
reits erw

ahnte Zwei-Phasen-Freigabe-Protokoll koordiniert (vgl. [LLOW91, S. 57]). Beim
erfolgreichen Abschlu einer Transaktion werden die Informationen permanent gespei-
chert. Die ObjectStore-Versionen nach 3.0 werden zus

atzlich mit einer Kopie der Log-
Datenbank arbeiten (s. [ObTe94, S. 52]).
Sicherungskopien k






andig oder inkrementell erstellt und fortgef

uhrt werden. Die Konsistenz
ist aus Transaktionssicht gew

ahrleistet. Die notwendigen Programme sind osbackup und
osrestore (s. [ObPG93, S. Admin-32 f. und S. Admin-43 .]).
Die Unterst

utzungskonzepte von ObjectStore f






ur die Ezienzbewertung soll der in [CaDN94c] beschriebene OO7-
Benchmark herangezogen werden. Dieser Test bietet eine umfassende Untersuchung der
Leistungsmerkmale eines objektorientierten Datenbankmanagementsystems.
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Probleme ergeben sich jedoch mit der Zuverl

assigkeit der dokumentierten Resultate.
Der Grund hierf

ur ist darin zu sehen, da ObjectStore nicht am oziellen Test teilgenom-
men hat, sondern in einer Vergleichsumgebung getestet worden ist.
21
Dennoch werden
die Resultate des ObjectStore-Tests mit denen des oziellen OO7-Benchmark verglichen.
Dies erfolgt

uber die Methode der gewichteten Rangfolge, wie sie in [CaDN94b] vorgestellt
wird. Eine intensivere Untersuchung der Meergebnisse kann [CaDN94c] und [ObOO93a]
entnommen werden. Die hier zu Grunde gelegten Daten sind [CaDN94a] und [ObOO93a]
entnommen.
In den Tabellen 4.1 bis 4.6 werden die Vergleichsergebnisse zusammengefat. Sie sind






alle wird die Anzahl der erreichten
Pl

atze des einzelnen Systems ausgez

ahlt. Eine Gewichtung der Pl

atze (1. Platz ein Punkt,
2. Platz zwei, usw.) kann anschlieend zur Rangfolgenermittlung herangezogen werden.
Die untersuchten Systeme sind:
 Exodus Version 2.2 (Ex),
 Ontos Version 2.2 (On),
 Objectivity/DB Version 2.1 (Ob),
 Versant Version 3.0 Beta (Vr) und
 ObjectStore Version 2.0.1 (OS).







mit dem hier benutzten Verfahren den zweiten Rang. In den Tabellen 4.3 und 4.4 sind
die Ergebnisse der Tests mit der kleinen bzw. mittleren Datenbank ersichtlich. Object-
Store schneidet bei der mittelgroen Datenbank besser ab. Tabelle 4.5 und 4.6 stellen
die Resultate bei navigierendem bzw. assoziativem Zugri dar. Das ObjectStore-Ergebnis
f

ur die erste Zugrisart ist sehr gut, das f

ur den beschreibenden Zugri hingegen m

aig.
Die Tabelle 4.2 mit lediglich 12 Testf






oschens von Objekten. Die ObjectStore-Werte sind in diesem Bereich schlecht.
Ex On Ob Vr OS
# 1. 46 10 - 22 24
# 2. 25 27 8 24 18
# 3. 17 29 24 6 26
# 4. 11 18 41 9 23
# 5. 3 18 29 41 11
gew. 206 313 397 329 285
Rang 1 3 5 4 2
Tabelle 4.1: Gesamte Testf

alle
Ex On Ob Vr OS
# 1. 6 - - 6 -
# 2. 6 1 5 - -
# 3. - 5 4 1 2
# 4. - 2 1 - 9
# 5. - 4 2 5 1
gew. 18 45 36 34 47












undung der Nichtteilnahme am OO7-Benchmark siehe [CaDN93] und [ObOO93b].
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Ex On Ob Vr OS
# 1. 19 10 - 18 14
# 2. 17 21 2 10 11
# 3. 12 25 6 2 16
# 4. 11 05 30 1 14
# 5. 2 - 23 30 6
gew. 143 147 257 198 170





Ex On Ob Vr OS
# 1. 27 - - 4 10
# 2. 8 6 6 14 7
# 3. 5 4 18 4 10
# 4. - 13 11 8 9
# 5. 1 18 6 11 5
gew. 63 166 140 131 115





Ex On Ob Vr OS
# 1. 17 3 - 7 24
# 2. 12 13 3 6 17
# 3. 15 16 15 1 4
# 4. 6 12 25 7 1
# 5. 1 7 8 30 5
gew. 115 160 191 200 99





Ex On Ob Vr OS
# 1. 23 7 - 9 -
# 2. 7 13 - 18 1
# 3. 2 8 5 4 20
# 4. 5 4 15 2 13
# 5. 2 7 19 6 5
gew. 73 108 170 95 139










uber die Autorisierungsmechanismen des Betriebs-
systems. Vergleichbar mit dem Unix Verzeichnis- und Dateischutz werden ObjectStore
Verzeichnisse und Datenbanken gesch

utzt. Mit Hilfe des Directory Managers k

onnen diese
erstellt und mit unterschiedlichen Zugrisrechten (user, group, other) ausgestattet wer-
den. Diese Zugrisrechte k






utzbare Einheit ist demnach eine einzelne Datenbank. Diese sehr grobe Gra-
nularit

at ist in einer kooperierenden Arbeitsumgebung unangemessen. Vielmehr sollten
Autorisierungsmechanismen auf Objekte, zumindest aber auf Bereiche von Datenbanken
vorhanden sein.
Ein weiteres Sicherheitsproblem ergibt sich aus der bereits angesprochenen Trennung







Ubereinstimmung des Applikationsschemas mit dem Datenbankschema ist
der zentrale Sicherungsmechanismus in ObjectStore. Die Intention der Schemavalidation
ist jedoch die Struktursicherung der Objekte und nicht die Verhaltenssicherung. Entspre-
chend liegt f






anderung vor (s. [ObDM93, S. 51]).






Mit der Untersuchung weiterer Funktionalit

aten wird die Bewertung des Laufzeitsystems




oren das Metaobjekt-Protokoll, der
"
Browser\
und die Datenreorganisation. Als weiteres Konzept wird der Ansatz zu einem oenen
Produkt beschrieben.
Das Metaobjekt-Protokoll
Das Metaobjekt-Protokoll (kurz MOP) von ObjectStore dient dazu, einen Zugri auf die
Schemainformationen zur Laufzeit zu erhalten, und zwar sowohl lesend als auch schrei-
bend. Dadurch kann eine Applikation, wie z.B. ein Browser, Datenbankinhalte anzeigen.
Mit Hilfe des MOP ist es m

oglich, dynamisch Klassen zu erstellen oder zu ver

andern,
also eine Schemaevolution zur Laufzeit durchzuf








ankt, ist ihre intensive Verwendung nicht zu empfehlen. Wird
beispielsweise der Wertebereich eines als private denierten Attributes ge

andert, gibt
es erhebliche Probleme mit den Zugrisfunktionen f






onnen. Die Datenkapselung wird durch das MOP vollst

andig
ausgeschaltet. Der schreibende Zugri erlaubt auch eine Manipulation des Inhalts von Da-
tenelementen, ohne die ihnen zugedachten Zugrisfunktionen zu verwenden.
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Das MOP





uber Datenbanken zur Verf

ugung zu stellen (vgl. [ObTe94, S. 42]). S

amtliche
Metadaten werden in die entsprechenden Datenbanken als Instanzen von Metaklassen







andlich und wird schnell komplex.
Die Bereitstellung des MOP ist bez

uglich der Intention der Informationsbereitstel-





Mit dem osbrowser von ObjectStore k

onnen Datenbankinhalte visualisiert werden. Kom-
plexe Objekte werden durch den navigierenden Zugri auf Komponentenobjekte darge-
stellt. Der Aufbau des Browsers zeichnet sich durch seine unkomfortable Bedienungsober-


ache aus. Das Hauptfenster dient dem

Onen der Datenbanken. Einzelne Datenbanken
k

onnen anschlieend in den sogenannten stack windows angezeigt werden. Hier bietet sich
die M

oglichkeit, das Datenbankschema oder den Inhalt der Datenbank anzuschauen. Das
Datenbankschema besteht aus einer Liste der in der Datenbank vorhandenen Klassen. Es
ist eine Kopie des automatisch durch den Schemagenerator erstellten Applikationssche-
mas. Auf den Datenbankinhalt kann nur

uber die Einstiegspunkte zugegrien werden. Die
Darstellungsweise ist ausschlielich auf Textbasis. Der Browser kann bestenfalls als
"
Da-
tenbankdebugger\ bezeichnet werden, denn die angebotene Anfragem

oglichkeit kann nur
auf Attribute, die aus Standarddatentypen bestehen, angewendet werden und ist somit
f







ur die Zugrisfunktionen des MOP siehe [ObDM93, S. 286].
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Datenreorganisation
ObjectStore bietet die M

oglichkeit zur Datenreorganisation, d.h. Daten werden in den
Datenbanksegmenten so umorganisiert, da keine interne Fragmentierung vorliegt (s.
[ObDM93, S. 365]). Eine
"
garbage collection\, also das Entfernen von Daten, auf die
nicht mehr zugegrien werden kann, wird dadurch nicht realisiert. In zuk

unftigen Ver-
sionen wird es m

oglich sein zu kontrollieren, wohin einzelne Objekte verlagert werden
sollen.
Die Handhabung der Datenreorganisation ist einfach und kann sowohl von Applika-
tionen als auch durch ein Administrationswerkzeug (oscompact) verwendet werden.
Ansatz zu einem oenen Produkt
Die Systemarchitektur von ObjectStore ist so konzipiert, da andere Hersteller die
M

oglichkeit erhalten, eigene Produkte als Erweiterung von ObjectStore anzubieten. Die
wesentlichen Bereiche sind grasche Benutzerschnittstellen, Analyse- und Designwerkzeu-
ge sowie Klassenbibliotheken und Werkzeuge zur Fehlerbeseitigung. Eine wichtige Schnitt-
stelle bildet das MOP (vgl. [ObTe94, S. 41 f.]). Die in zuk

unftigen Versionen von Object-
Store angebotenen Zusatzprodukte, wie z.B.
"
ObjectStore/DBconnect\, fallen ebenfalls




ur ein oenes Produkt. Negativ ist bei die-
sem Konzept anzumerken, da ein Anwender, der hot, mit ObjectStore ein vollst

andi-
ges Datenbankmanagementsystem erworben zu haben, nur mit dem Notwendigsten ver-






oglichkeit des osbrowser hinausgeht, w

are an dieser Stelle sehr
w

unschenswert. Desweiteren ist eine Unterst

utzung von allgemein gebr

auchlichen Typen,
wie z.B. date und string, Grundvoraussetzung f



























































Uberladen von Funktionen ++

Uberladen von Operatoren ++
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Erweiterbarkeit
benutzerde. Typen un Operationen ++










Persistenz durch Erreichbarkeit -








Optimierbarkeit & Ezienz --
Vollst








ucksetzen von Daten o
Transparenz von Sperren ++
Granularit











aten von Beziehungen ++
Kardinalit
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