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1. Samenvatting 
In onze maatschappij speelt IT en met name software een steeds grotere rol. In het nieuws komt 
regelmatig berichtgeving voorbij van falende IT projecten. Ze kosten meer geld dan begroot, 
deadlines worden overschreden of software werkt simpelweg niet naar behoren.  
Hiervoor zijn meerdere redenen denkbaar. Mede door de opkomst van het internet is de 
softwaresector een snel veranderende markt. De technologieën die de basis voor software vormen 
vernieuwen regelmatig. De eisen aan de applicaties zijn onbekend, vaag en veranderen gedurende 
een project. Softwareontwikkeling zelf is een complex ontwerp en bouwproces waarvoor nauwe 
samenwerking tussen diverse werkdisciplines is vereist. 
Er is reden voor aanname dat in deze context agile methoden meer geschikt zijn dan voorschrijvende 
projectmethoden. Agile methoden worden omschreven als flexibel, snel, lichtgewicht en 
communicatiegericht. Maar hoe kunnen organisaties gebruik maken van deze kracht? 
De hoofdvraag luidt: 
Onder welke voorwaarden kunnen agile methoden en best practices effectief toegepast 
worden op het softwareproces van kleine tot middelgrote softwareorganisaties? 
Middels een breed opgezet literatuuronderzoek zijn meerdere zaken onderzocht: wat zijn agile 
methoden? Wat zijn de resultaten en problemen van softwareontwikkeling voor kleine tot 
middelgrote organisaties? Wat zijn de voorwaarden en risico’s van agile methoden? 
In 2001 zijn de aannames en principes rondom agile softwareontwikkeling formeel vastgelegd in het 
Agile Manifesto. In dit onderzoek zijn zes agile methoden onderzocht, waarvan SCRUM en XP de 
grootste zijn. Voor dit onderzoek is de volgende definitie ontworpen: 
Een methode van toepassing op het ontwikkelproces van software is agile wanneer deze;  
 mens en communicatiegericht is in tegenstelling tot planmatig;  
 flexibel is omdat deze zich aanpast aan onverwachte omstandigheden;  
 snel is door binnen korte tijd resultaat in de vorm van werkende software op te leveren door 
middel van iteratieve ontwikkeling;  
 simpel is door precies voldoende te faciliteren om acceptabele kwaliteit binnen budget en 
tijd te leveren; 
 evaluatief is door te leren van verandering en zichzelf te verbeteren. 
Doordat agile methoden al enige tijd worden gepraktiseerd is er ook veel wetenschappelijk 
onderzoek naar deze agile toepassingen in de praktijk verricht. De kennis uit diverse peer-reviewed 
papers is geëvalueerd en samengebracht.  
Er is niet onderzocht of agile methoden beter zijn dan een planmatige aanpak, de focus lag op het 
achterhalen van de voorwaarden en risico’s bij toepassing op het softwareproces. 
        
 
  8 
 
De resultaten uit het literatuuronderzoek zijn samengevat en gecategoriseerd in het 
Referentiemodel. Het literatuuronderzoek en het Referentiemodel vormen de basis voor het 
verdiepende empirische onderzoek. 
Het referentiemodel is omgezet naar een aantal stellingen gegroepeerd in negen kritieke factoren 
voor agile succes: bedrijfscultuur, communicatie, feedback en beslissingsvermogen, ondersteunende 
middelen, persoonlijke eigenschappen, projecteigenschappen, interruptie, samenwerking klant en 
teameigenschappen. 
Middels een enquête zijn deze stellingen voorgelegd aan professionals werkzaam in de software 
sector. De doelgroep is afgebakend naar respondenten werkzaam bij kleine tot middelgrote 
bedrijven waar gewerkt wordt volgens agile methoden. De online vragenlijst heeft 26 bruikbare 
resultaten opgeleverd. Het aantal resultaten is niet statistisch significant voor de doelgroep maar 
biedt binnen de mogelijkheden van dit afstudeeronderzoek interessante inzichten. 
Belangrijkste conclusies: 
 De meest belangrijke voorwaarden en risico’s voor agile bevinden zich binnen de factoren 
samenwerking klant, teameigenschappen en feedback en beslissingsvermogen. De focus ligt 
voornamelijk op de menselijke factoren zoals de ‘soft skills’ van teamleden. 
 De factor communicatie was slecht meetbaar, maar blijkt toch belangrijk te zijn als 
fundament voor andere factoren. 
 De eigenschappen van een project zijn het minst belangrijk; 
 Managers en uitvoerenden hadden een zeer afwijkende mening over stellingen van de 
factoren bedrijfscultuur en interruptie; 
 Met keuze uit veel agile methoden en practices is het moeilijk de juiste mix te kiezen. 
Werkwijzen kunnen elkaar versterken of juist slecht toepasbaar zijn. De best practices van 
SCRUM worden meer in combinatie toegepast dan de practices van XP.  
De praktische relevantie van dit onderzoek uit zich in een volgorde van prioriteit voor de 
succesfactoren zoals eerder genoemd. Hiernaast kunnen projectmanagers de belangrijkste stellingen 
meenemen in een plan van aanpak voor de invoer van agile methoden. Het referentiemodel kan als 
naslagwerk gebruikt worden. Het bevat actuele agile methodes & practices, de voordelen van agile 
methoden en de meest geobserveerde resultaten en problemen bij softwareontwikkeling. 
Dit onderzoek heeft kennis uit eerder wetenschappelijk onderzoek opnieuw getoetst aan de praktijk. 
De meeste resultaten werden in het empirisch onderzoek bevestigd. Er was ook sprake van 
afwijkende conclusies op het gebied van ondersteunende middelen (werkomgeving, ondersteunende 
tools) en projecteigenschappen. Door gebruik te maken van de bijlagen kan dit onderzoek herhaalt 
worden, wat de generaliseerbaarheid van de conclusies kan verhogen. Verder wordt onderzoek 
aanbeveelt gericht naar: 
 Het geobserveerde verschil in houding tussen managers en uitvoerenden ten opzichte van 
agile voorwaarden; 
 Het samenspel (mixen en matchen) van agile best practices; 
 Een verdiepend onderzoek naar de rol van de moeilijke meetbare factor ‘communicatie’. 
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2. Motivatie tot onderzoek 
De laatste vijftien jaar is de manier waarop software wordt gebouwd veranderd. Vergrote 
tijdsdruk en snel veranderende klantwensen zijn de norm. Deze verandering gedreven door de 
opkomst van internet en de groei in technologische mogelijkheden heeft het speelveld voor 
softwareorganisaties sterk veranderd (Baskerville & Ramesh, 2003). 
Begin deze eeuw is agile softwareontwikkeling geformaliseerd middels het Agile Manifesto (Fowler 
& Highsmith, 2001). Tijdens een informele bijeenkomst van een groep prominente 
softwareontwikkelaars zijn principes vastgelegd wat betreft het aangaan van de problematiek van 
softwareontwikkeling. De iteratieve agile aanpak is voor veel organisaties een realistisch 
alternatief voor de planmatige watervalmethode zoals beschreven door Royce (Royce, 1970). Er 
bestaan meerdere definities voor agile of agility, direct uit het Engels te vertalen als behendig of 
lenig. De onderzoeker is benieuwd wat deze zogenoemde agile methodieken en best practices zijn 
en wat ze bieden hebben. 
Er bestaat een kloof tussen de beschikbare kennis rondom softwareontwikkeling en 
softwaremanagement en de toepassing hiervan in de praktijk. Er is onderzoek verricht naar de 
oorzaken achter het niet toepassen van theorie in de vorm van software engineering best 
practices (McConnell, 2002). De praktijk rondom de toepassing van best practices blijkt 
weerbarstiger dan veel deelnemers aan het softwareproces verwachten. Zoals gewoonlijk voor 
veranderingen in een bedrijfsproces bestaan er barrières voor de inzet van best practices voor 
softwareontwikkeling (Thomas, 2002).  
Agile methoden en best practices zijn niet de revolutionaire oplossing voor alle problemen, de 
zogenaamde ‘silver bullet’. Innovaties op het gebied van de levenscyclus of programmeerprincipes 
leiden niet altijd tot een algemene verhoging van software kwaliteit en het slagen van projecten 
(Thompson & Fox, 2005). Toch vormen ze voor veel kleine tot middelgrote organisaties een 
lichtgewicht alternatief om een softwareproject te organiseren. De agile aanpak staat in contrast 
met verbetermethodieken zoals het Capability Maturity Model Integration (CMMI), die als te log 
en bureaucratisch wordt gezien (Staples et al., 2007). 
Fayad, Laitinen en Ward (Fayad, Laitinen, & Ward, 2000) stellen dat er onvoldoende onderzoek 
plaats vindt naar kleine organisaties en hun softwareontwikkelprocessen. Dit is volgens hun 
opvallend omdat startups een significante rol spelen in de software industrie. Deze Small to 
Medium-sized Enterprises (SME) zijn interessant, kleine softwarebedrijven vormen namelijk een 
groot deel van de markt (Richardson & von Wangenheim, 2007). Uit cijfers van het KvK uit 2010 
blijkt dat in Nederland ongeveer 16.900 bedrijven opereren met minder dan 100 fte (te Velde, 
Veldkamp, & Plomp, 2010). 
De toepassing van een nieuwe ontwikkelmethodiek is niet zonder risico. Problemen hebben te 
maken met o.a. de geschiktheid van de praktijkcontext, zoals bijvoorbeeld onervaren personeel 
(Kirk & Tempero, 2012). Boehm en Turner hebben de barrières voor de toepassing van agile 
processen onderzocht. Zij delen deze risico’s op in drie categorieën: ontwikkelproces conflicten, 
bedrijfsproces conflicten en sociale conflicten (B. Boehm & Turner, 2005). De groei in populariteit 
van agile methoden hebben geresulteerd naar soortgelijk onderzoek in de afgelopen tien jaar. De 
kennis ingesloten in deze literatuur is een belangrijk fundament van dit onderzoek. 
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3. Probleemstelling 
In deze probleemstelling wordt beschreven wat onderzocht gaat worden, dit hoofdstuk bevat de 
doelstelling, hoofdvraag en deelvragen. 
Deze studie is uitgevoerd binnen het thema kwaliteit en softwaremanagement van de Open 
Universiteit (OU) faculteit informatica, onderdeel van de faculteit Management, Science en 
Technologie (MST). De doelstelling van de afstudeerkring rondom dit thema is het vergroten van het 
inzicht in de praktijk over de toepassing van kennis afkomstig uit de softwaremanagement literatuur 
en de hieruit voortvloeiende richtlijnen. 
Het bouwen van software is een complex samenwerkingsproces tussen verscheidene spelers. Men 
kan het zien als een coöperatief spel wat draait om het verkrijgen van inzicht en het oplossen van 
problemen. De activiteiten binnen dit spel kunnen leiden tot een gedeelde winst of verliessituatie. 
Succes wordt hierin niet alleen bepaald door zwarte cijfers. Een succesvol project zal kwaliteit 
moeten leveren aan alle stakeholders en heeft een deadline. Vaak wordt dit succes niet behaald. 
Kleine en middelgrote organisaties staan onder grote druk om projecten met minimale overhead snel 
tot een succes te maken. Om te concurreren tegen het schaalvoordeel van grote bedrijven worden ze 
gedwongen om snel te schakelen en niche markten op te zoeken. Kleine organisaties hanteren 
vanwege hun eigenschappen, kansen en uitdagingen een andere strategie dan hun grootschalige 
concurrenten. 
De filosofie achter de opzet van een softwareproces grofweg in drie categorieën in te delen; 
voorschrijvend, agile of complete chaos. Welk patroon met daaruit voortvloeiende methoden en best 
practices is geschikt voor een specifieke organisatie en project? Voor zover bekend is er geen one-
size-fits-all benadering voor de ontwikkeling van software. 
3.1. Doelstelling 
De praktische relevantie van dit onderzoek uit zich in het bieden van handvatten bij de invoer van 
agile methoden voor softwareontwikkeling en bijbehorende best practices. Het referentiemodel 
biedt een beknopt overzicht van agile methoden en best practices, het nut hiervan en de 
voorwaarden en risico’s voor toepassing. Het empirisch onderzoek biedt meer inzicht in de 
belangrijkheid van de voorwaarden en risico’s voor de toepassing van agile methoden. In de 
conclusies van dit onderzoek worden de belangrijkste handvatten uit literatuurstudie en empirisch 
onderzoek benoemd. 
Dit onderzoek zal een bijdrage leveren aan de wetenschap van software management. Er kunnen 
nieuwe inzichten ontstaan wat betreft de barrières voor een agile innovatie. In ieder geval zal 
confrontatie van onderzoeksresultaten met bevindingen uit de literatuur leiden tot bevestiging of 
falsificatie van eerdere resultaten. Conclusies en bevindingen bevatten aanknopingspunten voor 
vervolgonderzoek. 
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3.2. Vraagstelling 
De hoofdvraag luidt: 
Onder welke voorwaarden kunnen agile methoden en best practices effectief toegepast 
worden op het softwareproces van kleine tot middelgrote softwareorganisaties? 
Deelvragen: 
1. Wat is agile softwareontwikkeling? 
2. Wat zijn de actuele agile best practices? 
3. Welke problemen lossen agile methoden en best practices op? 
4. Wat zijn veelvoorkomende resultaten en problemen die voor kleine tot middelgrote 
organisaties een rol spelen bij softwareontwikkeling? 
5. Wat zijn de voorwaarden en risico’s bij de invoer en toepassing van agile methoden en 
best practices? 
6. Wat is de weging van de factoren waarop een organisatie zich moet richten om agile best 
practices in te voeren? 
 
3.3. Onderzoeksmodel 
De opzet van kennisontwikkeling is schematisch weergeven in het onderzoeksmodel (zie figuur 1). 
Agile methoden & 
best practices
Voorwaarden en 



































Figuur 1 – Onderzoeksmodel 
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3.4. Leeswijzer 
De opbouw van dit verslag is als volgt.  
De motivatie van het onderzoek komt in hoofdstuk één aan bod. In hoofdstuk twee is aan de hand 
van wetenschappelijke publicaties de aanleiding van dit onderzoek beschreven.  
De vraagstelling op basis van deze motivatie is specifiek gemaakt en vindt men terug in hoofdstuk 
drie.  
Het grootste onderdeel van dit verslag, de theorie, komt het aan bod in hoofdstuk vier. Hier vindt 
men de aanpak van het literatuuronderzoek, een bespreking van de wetenschappelijke bronnen 
en gevonden resultaten.  
Hoofdstuk vijf beschrijft de toetsing van opgedane kennis in de praktijk. Het ontwerp van het 
empirisch onderzoek is conceptueel en technisch beschreven. Hoofdstuk vijf is afgesloten met de 
resultaten van de enquête. 
In hoofdstuk zes komt alles samen in de conclusies. Op basis van deze conclusies heeft de 
onderzoeker aanbevelingen opgesteld. 
In hoofdstuk zeven deelt de student in de rol van onderzoeker zijn ervaringen tijdens het 
afstudeeronderzoek. 
Een overzicht van de gebruikte bronnen vindt men terug in hoofdstuk acht, referenties. Hierna zijn 
nog enkele bijlagen opgenomen. 
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4. De theorie: softwareontwikkeling en de agile aanpak 
In dit hoofdstuk vindt men de resultaten uit de literatuurstudie. Dit breed uitgevoerde kwalitatieve 
onderzoek heeft een tweeledig doel. Enerzijds de vorming van een kritisch theoretisch kader als 
fundering voor het empirisch onderzoek, anderzijds voor het beantwoorden van 
onderzoeksvragen. 
Eerst zal de onderzoeker verantwoorden hoe er naar de literatuur is gezocht. Er volgt een 
algemeen beeld van de stukken die gebruikt zijn voor de fundering van dit onderzoek. 
De kennis die de onderzoeker ontleent aan de literatuur is thematisch georganiseerd. De 
volgordelijkheid is afgeleid van de deelvragen, deze onderwerpen komen opeenvolgend aan bod: 
 Agile projectmethodieken 
o Een definitie van agile in de context van dit onderzoek; 
o Beschouwing van de agile ontstaansgeschiedenis; 
o Agile methoden en best practices; 
 Resultaten en problemen bij softwareontwikkeling 
o De problematiek in het algemeen; 
o Kansen en uitdagingen voor de kleine tot middelgrote organisatie; 
 Voorwaarden en risico’s van agile methoden; 
Er zijn veel relevante peer-reviewed papers gevonden rondom bovenstaande thema’s. Door 
uitvoerige analyse van de literatuur zijn antwoorden gevonden op meerdere deelvragen van het 
onderzoek. De resultaten uit de literatuurstudie zijn verder uitgediept in het empirisch onderzoek, 
de conclusies vindt men terug in hoofdstuk 6, conclusies en aanbevelingen. 
4.1. Literatuuroverzicht 
Voor dit onderzoek is gebruik gemaakt van de digitale bibliotheek van de Open Universiteit 
(http://bibliotheek.ou.nl). Met de volgende zoektermen is de zoektocht gestart: 
 Software management 
 Software development 
 Best practices 
 Software process improvement (SPI) 
 Agile methods 
 Agile best practices 
 Extreme programming (XP) 
 SCRUM 
 Small software companies 
Er is veel relevante literatuur gevonden in de informatiebestanden van ACM Digital library, IEEE 
Digital Library, Sciencedirect en met name Google Scholar. Vanuit deze start heeft de onderzoeker 
de referenties in deze publicaties gebruikt om meer informatie te vinden en zo een overzicht te 
krijgen van het onderzoeksgebied. 
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In figuur 2 zijn de relevant bevonden publicaties wat betreft het beschrijven van agile methodes en 
best practices weergegeven. 
 
Figuur 2 – Studies betreffende agile methodes naar publicatiejaar 
De eerste 4 publicaties zijn door de onderzoeker gebruikt om de ontstaansgeschiedenis van agile 
methodes beschrijven. De meeste publicaties waarin de agile methodes zelf zijn vastgelegd zijn 
rond de eeuwwisseling gepubliceerd (1997-2003).  Na 2004 is er binnen dit thema weinig nieuws 
meer verschenen. De publicaties (Qumer & Henderson-sellers, 2006), (Qumer & Henderson-
Sellers, 2008) en (Conboy, 2009) beschrijven het concept ‘agility’ zelf en zijn gebruikt om een 
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In figuur 3 is de wetenschappelijke literatuur rondom de voorwaarden en risico’s bij toepassing 
van agile methoden gevisualiseerd. 
 
Figuur 3 - Studies rondom voorwaarden en risico’s van agile methoden naar publicatiejaar 
De publicaties volgen het uitkomen van de agile methodes en best practices logisch op. Twee 
derde van de relevant bevonden publicaties zijn in 2004 of later gepubliceerd waarvan de meeste 
in 2004 en 2005. 
Met het softwarepakket ‘Mendeley’ zijn de relevant bevonden bronnen gecategoriseerd. Deze 
toepassing creëert overzicht in een grote hoeveelheid literatuur d.m.v. hiërarchische 
menustructuur, tags en sorteerbare lijsten. De toepassing is voorzien van een Word-plugin 
waarmee men referentielijsten kan genereren zoals terug te vinden in dit document. 
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4.2. Agile projectmethodieken 
4.2.1. Een definitie van agile 
Het Agile Manifesto (Fowler & Highsmith, 2001) wordt in het algemeen als het startschot gezien 
van agile als methodiek voor softwareontwikkeling. Deze verzameling van principes is daarmee 
een uitgangspunt van de definitie van agile in dit onderzoek. Er bestaan meerdere definities voor 
het woord ‘agile’, direct uit het Engels te vertalen als behendig of lenig.  
In de literatuur 
Andere onderzoekers hebben geprobeerd het vage begrip agile te ontwarren door het uit te 
drukken in iets minder vage termen. Conboy (Conboy, 2009) beargumenteert dat 
wetenschappelijke studies op het gebied softwareontwikkeling de term agility ambigu beschrijven. 
Hij heeft in zijn studie getracht een eenduidige definitie van agility te formuleren met 
bijbehorende taxonomie. Hiervoor is hij terug gegaan naar de ontstaansgeschiedenis van de 
onderliggende concepten van agility, zoals leanness en flexibility. Zijn definitie van agile luidt als 
volgt: 
“The continual readiness of an ISD method to rapidly or inherently create change, proactively or 
reactively embrace change, and learn from change while contributing to perceived customer value 
(economy, quality, and simplicity), through its collective components and relationships with its 
environment.” 
Qumer en Henderson-sellers (Qumer & Henderson-Sellers, 2008) hebben de mate van agility van 
zes agile methodieken onderzocht. Zij beweren dat agility van softwareontwikkelmethodieken 
uitgedrukt kan worden in vijf attributen: flexibility, speed, leanness, learning en responsive. Zij 
beschrijven agile methodes als volgt: 
“A software development method is said to be an agile software development method when a 
method is people focused, communications-oriented, flexible (ready to adapt to expected or 
unexpected change at any time), speedy (encourages rapid and iterative development of the 
product in small releases), lean (focuses on shortening timeframe and cost and on improved 
quality), responsive (reacts appropriately to expected and unexpected changes), and learning 
(focuses on improvement during and after product development)” 
Agile in dit onderzoek 
De definities uit de literatuur schrijven beiden de eigenschappen flexibiliteit, lichtgewicht, 
snelheid, verandergericht, evaluatie toe aan agile methoden. Conboy (Conboy, 2009) beschrijft 
succes als het bijdragen aan de klantwaarde. Qumer & Henderson-sellers (Qumer & Henderson-
Sellers, 2008) succes als simpelweg kwaliteit binnen beheerste tijd en budget. Het menselijke en 
communicatie gerichte aspect van agile wordt hierin genoemd. Dit is iets wat ook prominent naar 
voren komt in het Agile Manifesto. 
De onderzoeker kan zich goed vinden in deze keuze. De problemen tijdens softwareontwikkeling 
zijn vaak terug te leiden naar menselijke (communicatie) problemen, zie resultaten en problemen 
in §4.3. De tegenstellingen tussen de voorschrijvende en agile aanpak zijn opgenomen in 
onderstaande definitie om het verschil tussen deze filosofieën te benadrukken.  
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Een betekenis van agile en haar bestanddelen draagt bij aan de hanteerbaarheid van dit 
onderzoek. Voor dit onderzoek geldt de volgende definitie voor een agile methode: 
Een methode van toepassing op het ontwikkelproces van software is agile wanneer deze;  
 mens en communicatiegericht is in tegenstelling tot planmatig;  
 flexibel is omdat deze zich aanpast aan onverwachte omstandigheden;  
 snel is door binnen korte tijd resultaat in de vorm van werkende software op te leveren 
door middel van iteratieve ontwikkeling;  
 simpel is door precies voldoende te faciliteren om acceptabele kwaliteit binnen budget en 
tijd te leveren; 
 evaluatief is door te leren van verandering en zichzelf te verbeteren. 
Deze definitie is verankerd in het vakgebied van softwareontwikkeling. De onderzoeker 
waarschuwt dat eerdere definities en ook de eigen definitie van een agile methode vaag blijft. De 
onderliggende principes zijn ongeschikt voor een exacte beoordeling van een aanpak op ‘mate van 
agility’.  
4.2.2. Agile ontstaansgeschiedenis 
Al snel na de opkomst van softwareontwikkeling bleek dat projecten zwaar over budget gingen, 
maar ook niet aan de verwachtingen konden voldoen. De algemene tendens was een falend 
softwareproject doordat het eindproduct incompleet was en vol zat met bugs, deadlines werden 
vaak overschreden. 
Als poging om meer grip te krijgen op softwareontwikkeling is in de jaren ‘70 de sequentiële life-
cycle bedacht (Royce, 1970). Dit proces bevat de ‘onmisbare stappen’ om kwalitatieve software 
binnen tijd en budget te ontwikkelen. De overgangen tussen de fases wordt ondersteund door 
grote hoeveelheden documentatie. Na afronding van een fase kan niet worden teruggekeerd op 




genoemd, werd de 
basis voor de meeste 
softwareontwikkeling. 
De pijlen in figuur 4 
stellen de eenrichting 
overgangen tussen 
projectfasen voor.  
Hoewel Royce in zijn 
originele onderzoek de 
risico’s van dit 
waterval model 
benadrukt, gingen veel 
Figuur 4 - Het waterval model voor iteratieve ontwikkeling (Royce, 1970) 
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softwareontwikkelaars ten tijde er vanuit dat strakke naleving van het model zou resulteren in 
meer grip op projecten.  
Kritiek op het watervalmodel 
In de jaren hierna is door meerdere onderzoekers kritiek geuit op het waterval model. Er worden 
drie onderzoeken uitgelicht. 
Gladden (Gladden, 1982) noemt in zijn paper met toepasselijke titel “Stop the life-cycle, I want to 
get off” als grootste boosdoener voor een gefaald softwareproject de niet-bestaande, vage, 
incomplete of slecht bedachte requirements. Het waterval model vergroot dit probleem doordat 
requirements op het laatste moment worden aangepast. Iedere wijziging in requirements heeft 
een negatieve impact op volgende taken. De verstreken tijd tussen opstellen van requirements en 
levering van het product breekt het vertrouwen van de klant in het product af. Dit gebrek aan 
vertrouwen resulteert in wijzigingen of toevoegingen op requirements. 
Om deze problemen aan te pakken komt Gladden (Gladden, 1982) met drie proposities: 
1. Systeem doelstellingen zijn belangrijker dan systeem requirements; 
2. Een fysiek object draagt meer informatie over dan een geschreven specificatie (mock-ups); 
3. Combinatie van systeem doelstellingen op hoger niveau en fysieke demonstraties leiden 
tot succesvolle producten. 
Als grootste bezwaar op het waterval model noemt Boehm (B. W. Boehm, 1988) de nadruk op 
uitgebreide documentatie als opleveringscriterium. Deze aanpak leent zich slecht voor software 
waarbij bijvoorbeeld de user interface een belangrijk onderdeel is. In veel gevallen worden de 
stappen van het watervalmodel in de verkeerde volgorde uitgevoerd. De document gedreven 
aanpak is dan eerder een verspilling dan een ondersteunend hulpmiddel voor het 
ontwikkelproces. Boehm stelt een alternatief voor in de vorm van het risico gedreven spiral model.  
Sommerville (Sommerville, 1996) vergelijkt ‘Specification-Based models’ en ‘Evolutionary 
Development models’. Met de eerste groep doelt hij op het watervalmodel. Een tekortkoming van 
het model is het gebrek aan feedback tussen stadia. Het bevriezen van specificaties maakt het zeer 
moeilijk om bij te sturen bij wijziging van gebruikerseisen. 
De tweede groep, de evolutionaire ontwikkelmodellen, worden als oplossing genoemd voor 
softwareprojecten waarbij requirements vaag zijn.  
De stadia van een evolutionair proces zijn volgens Sommerville (Sommerville, 1996): 
1. Formuleer grove eisen voor de software. Deze set hoeft niet compleet of consistent te zijn 
maar is bedoeld om ontwikkelaars een richting geven; 
2. Ontwikkel binnen een zo kort mogelijke tijd een systeem gebaseerd op deze specificaties; 
3. Evalueer het resultaat met de gebruikers en pas het systeem aan totdat het voldoet aan 
de behoeften van de gebruikers. 
Hoewel men op deze manier een systeem krijgt wat beter aansluit op gebruikerswensen bestaan 
er ook risico’s: 
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1. De focus ligt sterk op eindgebruikers, kritieke organisationele eisen zoals interoperabiliteit 
krijgen niet voldoende prioriteit; 
2. Constante wijziging van software breekt de structuur van de applicatie af tot het geheel 
zeer moeilijk en kostbaar aan te passen is. Een complete herbouw is soms de enige uitweg. 
3. Het proces is niet zichtbaar en slecht meetbaar, het is moeilijk om voortgang te bewaken. 
Veel organisaties zijn terughoudend om grote systemen evolutionair te ontwikkelen, de 
grootste problemen liggen hier bij het management. 
Een alternatief 
De tekortkomingen van het watervalmodel zijn door de veranderingen van de software-industrie 
versterkt. Vergrote tijdsdruk en snel veranderende requirements zijn de norm. Deze andere 
context vereist aanpassingen aan het softwareproces.  
Met de komst van het Agile Manifesto in februari 2001 kreeg de agile beweging focus (Fowler & 
Highsmith, 2001). Tijdens een informele bijeenkomst kwam een groep prominente 
softwareontwikkelaars (Kent Beck, Mike Beedle, Arie van Bennekum, Alistair Cockburn, Ward 
Cunningham, Martin Fowler, James Grenning, Jim Highsmith, Andrew Hunt, Ron Jeffries, Jon Kern, 
Brian Marick, Robert C. Martin, Steve Mellor, Ken Schwaber, Jeff Sutherland, Dave Thomas) tot de 
conclusie dat zij de laatste jaren een soortgelijke aanpak hanteren voor de problematiek rondom 
softwareontwikkeling. Deze gedeelde principes gaven ze vorm in het Agile Manifesto (tabel 1). Dit 
betekent niet dat de items aan de rechterkant niet waardevol kunnen zijn, de items aan de 
linkerkant zijn simpelweg belangrijker. 
Tabel 1 - Principes van het Agile Manifesto (Fowler & Highsmith, 2001) 
Individuen en interacties zijn belangrijker dan processen en tools 
Werkende software is belangrijker dan uitgebreide documentatie 
Samenwerking met de klant is belangrijker dan contractuele onderhandeling 
Reageren op verandering is belangrijker dan het volgen van een plan 
 
Door middel van case studies bij tien bedrijven willen onderzoekers Baskerville en Ramesh 
(Baskerville & Ramesh, 2003) beter begrijpen hoe en waarom deze de markt waarbinnen 
softwarebedrijven opereren (door hun “internet-speed” softwareontwikkeling genoemd) anders is 
dan wat vooraf ging. Door middel van open interviews en grounded theory hebben zij een theorie 
ontwikkeld zonder de formulering van hypotheses. Baskerville & Ramesh noemen drie oorzaken 
voor de verandering: 
 Een wanhopige race om software op de markt te krijgen; 
 Een nieuwe en unieke software markt; 
 Een gebrek aan ervaring met het ontwikkelen van software onder deze omstandigheden. 
Als best practices voor “internet-speed” softwareontwikkeling noemen Baskerville & Ramesh: 
 Parallelle ontwikkeling; 
 Regelmatige releases; 
 Maak gebruik van beschikbare tooling; 
 Betrek klanten intensief bij het ontwikkelproces; 
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 Leg een solide architectuur vast; 
 Hergebruik componenten; 
 Negeer onderhoudbaarheid; 
 Pas methodieken aan waar nodig. 
Reflectie 
De kritiek van Gladden (Gladden, 1982) op het watervalmodel is niet onderbouwd door empirisch 
onderzoek. De onderzoeker acht de denkbeelden wel interessant. Het begrijpen en accepteren van 
wijzigende requirements en het voorstel voor prototyping komen sterk overeenkomen met agile 
principes.  
Boehm (B. W. Boehm, 1988) stelt als alternatief op het waterval model zijn eigen spiral model 
voor. Hoewel dit model duidelijk afwijkt van de plangedreven aanpak is het geen agile methode 
volgens de definitie van de onderzoeker. Het spiral model is iteratief en eindigt soms met een 
prototype, dit is geen werkende software. Het communicatieve aspect is niet prominent aanwezig, 
de business is namelijk niet intensief betrokken voor verzameling van requirements en het geven 
van feedback. De spiral methodiek gaat nog steeds uit van een groot overzicht van requirements. 
Het is dus niet simpel, er wordt meer geleverd dan voldoende. 
Sommerville (Sommerville, 1996) maakt een geldig onderscheid tussen wat hij de specification-
based en evolutionary models noemt. In de omschreven evolutionaire aanpak komen 
eigenschappen terug uit agile methodes.  
In alle drie onderzoeken worden de tekortkomingen van het waterval model duidelijk. De 
onderzoekers zijn het er over eens dat het watervalmodel weliswaar grote controle biedt maar in 
de praktijk te rigide is om met verandering om te gaan. Baskerville & Ramesh (Baskerville & 
Ramesh, 2003) omschrijven deze voortdurende verandering als “internet-speed” 
softwareontwikkeling. De best practices die zij vervolgens voorstellen zijn een samenraapsel van 
agile principes en komen overeen met wat wat de critici over het waterval model hebben 
voorgesteld. 
4.2.3. Agile methoden en best practices 
Rondom de agile revolutie zijn meerdere methoden ontsprongen. Er is gekozen voor onderzoek 
naar zes agile methoden, ze komen overeen met de definitie van agile in dit onderzoek. De meest 
gebruikte methoden in de software-industrie zijn extreme programming (XP) en SCRUM. De 
overige 4 van de 6 onderstaande methoden worden weinig gebruikt in de praktijk (Qumer & 
Henderson-sellers, 2006) (Jalali & Wohlin, 2010). Dit uit zich ook in de beperkte hoeveelheid 
empirisch onderzoek naar deze methoden.  
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Qumer & Henderson-sellers 
ontwikkelden het kwalitatieve 
onderzoeksmodel 4-DAT (Qumer & 
Henderson-sellers, 2006). In 2008 
hebben ze hiermee de ‘agility’ van 8 
methoden onderzocht (Qumer & 
Henderson-Sellers, 2008). De resultaten 
van dit onderzoek staan in figuur 5. 
Spiral is ook volgens dit onderzoek niet 
zeer agile.  
De zes agile methoden zijn in gestructureerde 
vorm samengevat in het referentiemodel, uitgewerkt in onderstaande tabellen. 
SCRUM 
De SCRUM agile methode heeft zijn oorsprong in de unieke benadering van product ontwikkeling 
van de autofabrikant Toyota uit Japan. De term SCRUM is geleend uit de sport rugby, waarbij een 
multidisciplinair team gezamenlijk een doel probeert te bereiken door de bal heen en weer te 
spelen. De aanpak wordt omschreven als een holistische benadering van product ontwikkeling met 
snelheid en flexibiliteit als doel (Takeuchi & Nonaka, 1986). 
Men noemt deze aanpak ook wel het Empirical Process Control Model, een aanpak uit de 
industriële ontwikkeling voor omgang met extreme complexiteit en onzekerheid in een proces. 
Deze principes zijn later uitgewerkt als softwareontwikkelmethode (Schwaber & Beedle, 2001). Als 
het proces zorgvuldig wordt gevolgd, levert dit de volgende resultaten op: 
1. Hogere productiviteit; 
2. Hogere aanpasbaarheid; 
3. Minder risico en onzekerheid; 
4. Meer comfort voor de deelnemers; 
Volgens Schwaber en Breedle integreert SCRUM als organiserend component goed in combinatie 
met extreme programming voor de programmeerkundige implementatie. SCRUM is als alternatief 
voor planmatige methodieken toepasbaar op alle mogelijke software projecten van klein tot groot 
van embedded tot websites. In tabel 2 een overzicht van de agile methode SCRUM uit het 
referentiemodel. In het referentiemodel wordt naar best practices verwezen met een 
volgnummer, dit nummer vindt men terug in de derde kolom met het #-teken. 
Tabel 2 - Overzicht van SCRUM 
Waarden Processen/fasen # Practices Referenties 
Multidisciplinair 
team 
Pre-game 1.1 Daily scrum meetings (Takeuchi & Nonaka, 1986) 
Respect Ontwikkeling (Sprint) 1.2 Product backlog (Rising & Janoff, 2000) 
Focus Post-game 1.3 Scrum master (Schwaber & Beedle, 2001) 
Moed  1.4 Scrum teams (Qumer & Henderson-Sellers, 
2008) 
Openheid  1.5 Sprint planning meeting  
Figuur 5 - Mate van agility van 8 methoden (Qumer & Henderson-
Sellers, 2008) 
        
 




 1.6 Sprint planning meeting  
  1.7 sprint review  
 
eXtreme Programming (XP) 
De individuele practices van XP zijn niet nieuw maar ontstaan uit methodieken zoals rapid 
application development (RAD) en Dynamic Systems Development Method (DSDM). De 
onderliggende gedachte van XP is “het omarmen van verandering”. 
Volgens Beck (Kent Beck, 1999) is het waterval model ontstaan als antwoord op het probleem dat 
software duurder wordt over de tijd. Door alle grote features zo vroeg mogelijk te realiseren 
probeerde men deze kosten te vermijden. Vanuit de wetenschap kwam men echter met andere 
oplossingen voor het reduceren van softwarewijzigingskosten zoals relationele databases, 
modulaire programmeertalen en het verbergen van informatie. Met deze nieuwe mogelijkheden 
werd het mogelijk om de waterval op te knippen in kleine stukjes. Dat is exact hoe men de fasering 
van XP heeft ingericht. de evolutie vanuit waterval en iteratief is gevisualiseerd in figuur 6. 
 
Figuur 6 - Evolutie van waterval naar XP 
 
Een overzicht van de eigenschappen van XP uit het referentiemodel vindt men terug in tabel 3.  
Tabel 3 - Overzicht van XP 
Waarden Processen/fasen # Practices Referenties 
Communicatie Programmeren 2.1 40-hour weeks (Kent Beck, 1999) 
Simpliciteit Testen 2.2 Collective ownership (Cockburn & Williams, 2001) 
Feedback Luisteren (feedback) 2.3 Continuous integration (Kent; Beck, 2005) 
Moed Ontwerp 2.4 Just rules (Qumer & Henderson-Sellers, 
2008) 
Respect  2.5 Metaphor  
Gericht op 
ontwikkeling 
 2.6 On-site customer  
  2.7 Open workspace (sit together  
  2.8 Pair programming  
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  2.9 Planning game  
  2.10 Refactoring  
  2.11 Simple design  
  2.12 Small releases  
  2.13 Tests (unit & functional)  
 
Adaptive Software Development (ASD) 
ASD is ontstaan uit een aanpak genaamd rapid application development (RAD). Een concept voor 
zeer snelle ontwikkeling van software. Ook deze methode is omschreven in het referentiemodel 
(zie tabel 4). 
Tabel 4 - Overzicht van ASD 
Waarden Processen/fasen # Practices Referenties 
Sociaal Project initiatie 3.1 Adaptive cycle planning (Highsmith, 2000) 
Cultureel Adaptive planning 3.2 Adaptive management model (Qumer & Henderson-Sellers, 
2008) 
Teamgericht Gelijktijdige component 
bouw 
3.3 Collaborative teams  
 Kwaliteitscontrole 3.4 Customer focus group reviews  
 Uitrol 3.5 Developing by components  
  3.6 Joint application development by 
independent agents 
 
  3.7 Project postmortem  
  3.8 Software inspection  
 
Crystal 
Cockburn zette de kennis die hij had opgedaan bij IBM om in wat hij de Crystal Methods noemt 
(Cockburn, 2002). Dit is een verzameling van methodes (clear, yellow, orange, red) gericht op 
samenwerking. De filosofie achter crystal is dat mensen en communicatie centraal staan. Een hoge 
mate van tolerantie is vereist tussen de professionals betrokken bij het software proces. Voor 
ervaren ontwikkelaars kan het als volgt worden omschreven: 
“Put 4-6 people in a room with workstations and whiteboards and access to the users. Have them 
deliver running, tested software to the users every one or two months, and otherwise leave them 
alone.” 
Een overzicht van de eigenschappen van Crystal vindt men terug in tabel 5. 
Tabel 5 - Overzicht van Crystal methods 
Waarden Processen/fasen # Practices Referenties 








Verkoop 4.3 Monitoring of a progress  
 Installatie 4.4 Parallelism and flux  
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 Requirements 4.5 Reflection workshops  
 Ontwerp en bouw 4.6 Revision and review  
 Test 4.7 Staging  
 Uitrol 4.8 User viewings  
 Training    
 Wijzigingen    
 
Dynamic Systems Development Method (DSDM) 
De iteratieve incrementele opvolger van SDM. Een raamwerk ontwikkeld in 1994 door het DSDM 
consortium. Compleet beschreven in het boek DSDM: The method in practice (Stapleton, 1997). 
Geformuleerd vanuit het idee dat projectfactoren tijd en geld vast staan, de functionaliteit is 
variabel. 
 
DSDM gaat over mensen. Het is 
duidelijk dat we hier de waarden van het Agile gedachtengoed terug zien. RAD is net als bij ASD 
van grote invloed geweest op het softwareontwikkelproces, DSDM wordt daarom ook 
gepositioneerd als raamwerking van sturingsmechanismen bij RAD, aangevuld met richtlijnen om 
dit beheer toe te passen. Het proces is globaal gevisualiseerd in figuur 7.  
Figuur 7 - Het DSDM process gevisualiseerd (Stapleton, 1997) 
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De eigenschappen van DSDM zijn opgesomd met bronverwijzing in tabel 6. 
Tabel 6 - Overzicht van DSDM 
Waarden Processen/fasen # Practices Referenties 
Ontwikkeling is 
teamwerk 










5.3 Empowered teams  
Wet van afnemende 
meeropbrengsten 
Ontwerp en bouw 
iteratie 
5.4 Geïntegreerd testen  
Sturingsmechanisme 
voor RAD 
Implementatie 5.5 Prioritering volgens MoSCoW  
  5.6 Prototyping  
  5.7 Stakeholders samenbrengen in 
workshop 
 
  5.8 Timeboxing  
 
Feature Driven Development (FDD) 
FDD is door Jeff de Luca bedacht om aan de eisen van een groot project voor een bank in 
Singapore te voldoen. De aanpak is later meer algemeen vastgelegd door Palmer & Felsing. 
(Palmer & Felsing, 2002) 
De methode positioneert zich als tegenhanger van de zware bulk processen zonder in ongeleide 
chaos terecht te komen. Palmer en Felsing leggen uit waarom softwareontwikkeling zo complex is. 
Het draait allemaal om communicatie en hoe groter het team, hoe groter het aantal 
communicatiekanalen dus hoe complexer het wordt. Bij softwareontwikkeling wordt een groot 
aantal talen gebruikt, bij transities tussen talen raakt informatie verloren. daarom is validatie en 
verificatie zo belangrijk. 
Mensen worden ook bij deze methode als meest belangrijk onderstreept. De verhouding bij IT 
projecten is volgens de Luca 80% psychologie en 20% technologie. Een overzicht van de 
eigenschappen van FDD vindt men terug in tabel 7. 
Tabel 7 - Overzicht van FDD 





6.1 Configuratiemanagement (Palmer & Felsing, 2002) 
 Bouw van feature lijst 6.2 Ontwikkeling per feature (Qumer & Henderson-Sellers, 
2008) 
 Plannen per feature 6.3 Domein objectmodellering  
 Ontwerp per feature 6.4 Feature teams  
 Bouw per feature 6.5 Individuele broncode-eigenaar  
  6.6 Inspecties  
  6.7 Regelmatige builds  
  6.8 Rapportage over resultaten  
 
        
 
  26 
 
4.3. Resultaten en problemen bij softwareontwikkeling 
In deze paragraaf gaat de onderzoeker in op de achterliggende complexiteit van het 
softwareontwikkelproces zelf. Problemen voortkomend uit de complexiteit worden gespiegeld 
met moderne hulpmiddelen. Volgend op deze algemene problematiek worden de uitdagingen 
uitgebreid door te kijken naar de uitdagingen van kleine tot middelgrote bedrijven. 
4.3.1. Problematiek van softwareontwikkeling 
Problemen van softwareontwikkeling zijn zo oud als software zelf. Voor beantwoording van deze 
kennisvraag is als uitgangspunt voor de ‘bijbel’ van software en engineering en software project 
management gekozen: the mythical man-month (Brooks, 1975). Brooks heeft deze dialoog 
voortgezet in “No Silver Bullet: Essence and Accidents of Software Engineering” (Brooks, 1987). 
Een terugkerend thema in the mythical man-month (Brooks, 1975) is dat het toewijzen van extra 
ontwikkelaars aan een falend project vaak fataal is. De tijdwinst door extra productiecapaciteit 
weegt niet op tegen de overhead aan tijd benodigd voor extra communicatie en het inwerken van 
nieuwe mensen. Ideeën van Brooks rondom de problemen van softwareontwikkeling zijn 
opgenomen in het referentiemodel. Neem het volgende citaat van Brooks: 
 “The quality of the people on a project, and their organization and management, are much more 
important factors in success than are the tools they use or the technical approaches they take.”  
Tijdens softwareontwikkeling zijn mensen (en de psychologie hierachter) dus belangrijker dan de 
technologie of methode zelf. Een aanname die ook onderdeel uit maakt van de agile filosofie en de 
definitie van agile in dit onderzoek.  
De onderzoeker observeert dat de agile beweging hierin duidelijk als tegenhanger van de 
voorschrijvende methoden wordt gepositioneerd. In een agile project accepteren managers dat 
software ontwikkeld wordt door mensen en niet door uitwisselbare programmeermachines. 
Dit wil overigens niet zeggen dat door toepassing van agile methoden alle problemen zijn opgelost. 
Softwareontwikkeling ontkomt volgens Brooks (Brooks, 1987) niet aan een aantal essentiële 
pijnfactoren. Productie van hardware wordt voortdurend verbeterd, de bouw van software blijft 
hierop achterlopen. De fundamentele eigenschappen van software maken het volgens Brooks 
onmogelijk om vergelijkbare productiviteitsverbeteringen, betrouwbaarheidsverhoging of 
vereenvoudiging toe te passen. Deze eigenschappen noemt hij essenties. 
Brook’s essentie 1: Complexiteit (Brooks, 1987) 
De waarde van software komt mede voort uit de mogelijkheid om complexe acties en processen te 
automatiseren. Software kan dus niet gereduceerd worden tot een formule zoals dit bij 
natuurkunde wel mogelijk is. Vanuit deze natuurlijke eigenschap komen klassieke 
softwareproblemen voort zoals: 
 Moeizame communicatie tussen teamleden leidt tot bugs, budget- en 
deadlineoverschrijding; 
 Het in kaart brengen en begrijpen van de werking van software leidt tot onbetrouwbaar 
gedrag; 
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 Uitbreiding is moeilijk zonder het creëren van ongewenst gedrag leidt tot 
beveiligingsrisico’s; 
Tegenwoordig werken ontwikkelaars met visuele ontwerptalen zoals unified modelling language 
(UML), moderne programmeertalen en krachtige integrated development environments (IDE’s). 
Ondanks deze hulpmiddelen blijft de bouw van software vanwege de complexiteit een enorme 
opgave.  
France & Rumpe zien het conceptuele gat tussen het probleem en de implementatie als een 
significante oorzaak van deze uitdaging (France & Rumpe, 2007). Onderzoek uit de richting van 
model driven engineering (MDE) is gericht op het reduceren van dit gat. France & Rumpe 
concluderen dat MDE technologieën dikwijls de complexiteit van software en 
softwareontwikkeling verhogen in plaats van beheersen. Software is in zijn essentie complex en 
softwareontwikkeling bestaat voor een groot deel uit het modelleren. MDE kan deze complexiteit 
niet reduceren maar kan wel als hulpmiddel worden ingezet tijdens de analyse en bouw van deze 
modellen. 
Brook’s essentie 2: Conformiteit (Brooks, 1987) 
Software moet samenwerken omdat het onderdeel uit maakt van door mensen gecreëerde 
processen, informatiestromen en andere software. De software verwerkt berichtgeving van 
andere systemen via een interface in de vorm van bijvoorbeeld een webservice of 
importfunctionaliteit. De benodigde vertaalslagen kunnen de bouw van een applicatie onnodig en 
onverwacht complex maken; 
Brook’s essentie 3: Veranderlijkheid (Brooks, 1987) 
Software is zeer kneedbaar, het is relatief eenvoudig om wijzigingen aan te brengen aan 
applicaties. Omdat het zo eenvoudig is om aanpassingen door te voeren aan de functionaliteit van 
software gebeurt dit ook. Gebouwen worden ook aangepast, maar iedereen begrijpt de 
achterliggende kosten van dergelijke wijzigingen. Brooks noemt twee processen als oorzaak van 
deze wijzigingsdrang. 
1. Wanneer een applicatie als nuttig wordt ervaren, proberen mensen nieuwe scenario’s te 
ondersteunen met het systeem. De functionaliteit wordt voor iets anders gebruikt dan waar 
het voor ontworpen was. Het oplossen van problemen buiten het originele domein.  
2. De veranderingen van de omgeving waarbinnen de software draait. Het besturingssysteem, de 
hardware. Software moet conformeren aan deze nieuwe omstandigheden. 
Volgens de onderzoeker is er nog een derde proces denkbaar. Wanneer mensen met een systeem 
werken gaan ze ook nadenken over wat er nog meer mogelijk zou zijn, op basis van 
voortschrijdend inzicht. Daardoor krijgen gebruikers steeds meer kennis van het systeem en 
kunnen ze steeds beter meepraten. Dat levert dus voortdurend veranderende requirements op.  
Gezien de hardnekkige problematiek rondom software zou het naïef zijn om de agile methodieken 
binnen te halen als een totaaloplossing. Brooks merkt de veranderlijkheid van software als 
essentieel probleem aan, de agile methoden omarmen echter de verandering. De onderzoeker 
stelt dat de kneedbaarheid van software ook als kracht kan worden gezien. 
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Brook’s essentie 4: Onzichtbaarheid (Brooks, 1987) 
Vanwege het virtuele karakter is het moeilijk om de werkelijkheid van software te vangen in een 
model. Ontwikkelaars kunnen de control flow, datastructuur, afhankelijkheden binnen software 
op verschillende abstractieniveaus vastleggen. Dergelijke modellen zullen altijd een incomplete en 
inadequate benadering blijven van de werkelijkheid. De onzichtbaarheid van software maakt het 
ontwerpen moeilijk maar het communiceren of controleren van de functionaliteit nog moelijker. 
De onderzoeker stelt dat ontwerpproblematiek veroorzaakt door onzichtbaarheid van software 
gedeeltelijk kan worden opgevangen door eerdergenoemde MDE technologie. Onzichtbaarheid 
van software leidt echter tot een ander probleem; hoe weet men zeker dat de software doet wat 
het model omschrijft? Formele specificaties kunnen bewijzen dat een oplossing een probleem 
correct oplost (Lamsweerde, 2000). De term ‘formeel’ onderscheid deze methode van gangbare 
modelleertechnieken, een specificatie is formeel als de gebruikte taal: 
1. Regels heeft om grammatica van inhoud te valideren (syntax); 
2. Regels heeft voor de precieze interpretatie van de inhoud binnen het geldende domein 
(semantiek); 
3. Regels heeft voor het afleiden van bruikbare informatie uit de specificatie (Bewijstheorie). 
Lamsweerde (Lamsweerde, 2000) concludeert dat ondanks vergrote interesse in formele bewijzen 
er nog een lange weg te gaan is voordat ze inzetbaar zijn door softwareontwikkelaars. 
Voor de goede werking van agile methoden is de zichtbaarheid van software belangrijk. Bij een 
goede feedback van stakeholders krijgen ook niet-technische personen een beeld van de werking.  
Binnen agile methode XP verhoogt men de zichtbaarheid d.m.v. de best practice ‘metaphor’, direct 
vertaald naar het Nederlands als metafoor of beeldspraak. Een door iedereen te begrijpen 
(verzameling van) synoniem(en) voor het systeem. Met dit verhaal als leidraad kunnen personen 
zonder technische kennis zich een duidelijk beeld vormen van het idee en de werking van de 
applicatie. 
4.3.2. De kleine organisatie 
In de geraadpleegde onderzoeken (Fayad et al., 2000),  (Richardson & von Wangenheim, 2007), 
(Hofer, 2002) worden kleine organisaties omschreven als small, very small of medium sized. Als er 
al een regel wordt gehanteerd noemt men een organisatie klein als deze minder dan 50-100 
werknemers in dienst heeft.  
Verschillende en soms vage definities maken het lastig om resultaten te vergelijken. Binnen dit 
onderzoek geldt de “Micro, small and medium-sized enterprises (SME)”, een definitie van de 
Europese Commissie. De definitie SME bestaat uit drie groepen (zie tabel 8). 
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Tabel 8 - Micro, small and medium-sized enterprises (European Commission, 2005) 
 Micro enterprise Small enterprise Medium enterprise 
Personeel (FTE) < 10 < 50 < 250 
Jaarlijkse omzet Of <= €2 miljoen <= €10 miljoen <= €50 miljoen 
Totaal 
jaarafsluiting 
<= €2 miljoen <= €10 miljoen <= €43 miljoen 
 
De markt van deze SME’s is interessant, kleine softwarebedrijven vormen namelijk een groot deel 
van het totaal (Richardson & von Wangenheim, 2007). Volgens Richardson en von Wangenheim 
zijn ze niet altijd in staat zijn om de volwassenheid van het softwareproces op grote schaal door te 
voeren. Genoemde redenen hiervoor zijn financiën en tijdsdruk. Om te overleven moeten kleine 
organisaties het hebben van snelle innovatie en wendbaarheid. 
De toepassing van softwareproces verbetermethodieken zoals het Capability Maturity Model 
Integration (CMMI) worden door kleine bedrijven als te log en bureaucratisch gezien. De toetsing 
voor het vaststellen van de volwassenheid van een organisatie is simpelweg te duur en tijdrovend. 
Dit is jammer aangezien een groot gedeelte van het werk door kleine softwarebedrijven wordt 
gedaan (Coleman, 2005). Deze drempel wordt vaak als reden aangedragen om niet tot 
procesverbetering over te gaan (Staples et al., 2007). 
4.3.3. Hedendaagse ontwikkelingen 
Zoals in de motivatie van dit onderzoek genoemd ziet de onderzoeker kansen voor kleine 
organisaties om succesvol te zijn. De opkomst van internet en moderne ontwikkeltalen hebben het 
maken en verspreiden van softwareproducten vereenvoudigd. De laatste jaren hebben er zich nog 
twee belangrijke ontwikkelingen voorgedaan die het speelveld voor SME’s beïnvloeden: Cloud 
diensten en mobiele applicaties (apps).  
Toegang tot cloud diensten geeft kleine bedrijven de tools die ze nodig hebben om oplossingen 
efficiënt uit te rollen en effectief op te schalen indien nodig. Hiermee komen wereldwijd 
beschikbare (web)applicaties binnen het handbereik van kleine spelers. 
De opkomst van tablets en smartphones vanaf 2010 hebben tot een heel nieuwe afzetmarkt 
geleid. De omzet voor de mobiele app sector blijft groeien. Van 2009 tot 2013 was de 
samengestelde groei voor mobiele apps 50%. In 2013 bedroeg de wereldwijde omzet 22 miljard 
dollar (Digi-Capital, 2014). 
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Ook in Nederland neemt 
het gebruik van 
smartphones de laatste 
jaren flink toe (figuur 8). 
Als een concept niet snel 
genoeg tot een werkende 
en gedistribueerde 
applicatie leidt zal de 
concurrentie als eerste de 
markt bereiken. Een 
aanpassende software 
methodiek zal naar 
verwachting een 
belangrijke rol spelen om 
dit doel te bereiken. 
 
 
4.3.4. Uitdagingen voor 
SME’s 
De kleine organisaties kampen met het probleem dat logge procesverbeteringsmethoden niet 
haalbaar zijn. De ontwikkelmodus van kleine software bedrijven is bovendien marktgericht in 
plaats van intern gericht. De samenwerking met de klant wordt hierdoor belangrijker. De nadruk 
ligt op snelle ontwikkeling. 
Fayad, Laitinen en Ward (Fayad et al., 2000) stellen dat er onvoldoende onderzoek plaats vindt 
naar kleine organisaties en hun softwareontwikkelprocessen. Dit is volgens hun opvallend omdat 
startups een significante rol spelen in de software industrie. In de praktijk wijken SME’s af van 
traditionele werkwijzen: 
 Focus op hergebruik van software is niet altijd in het voordeel van de organisatie. Om de 
eerste release te halen kan men beter de eerste versie weggooien; 
 Inschattingsmodellen zijn niet altijd toepasbaar, ze vereisen een historische basis. Deze 
methodieken zijn met name moeilijk toe te passen op innovatie projecten met nieuwe 
teams; 
 Er bestaan geen heldere/stabiele requirements. Gedurende softwareontwikkeling moet 
men extra flexibel zijn vanwege externe invloeden (concurrentie); 
 Project management methodieken gericht op grote teams (bijvoorbeeld aparte QA/Dev 
teams) zijn niet altijd inzetbaar vanwege beperkte middelen; 
In 2002 heeft Hofer een empirische studie verricht naar zeer kleine tot kleine software bedrijven in 
Australië (Hofer, 2002). Door middel van telefonische interviews namen zij een enquête af bij hoger 
management en projectmanagers van SME’s. De eigenschappen van kleine tot zeer kleine 
Figuur 8 - Smartphone gebruik in Nederland (Ipsos MediaCT, 2013) 
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organisaties staan in figuur 9. De waardering loopt van één 
(volledig mee eens) tot vijf (volledig mee oneens).  
Wat de onderzoeker opvalt, is dat teamwork en de klant 
belangrijk zijn. De klant is zeer betrokken gedurende het 
project. De nauwe samenwerking met de klant en binnen het 
team toont aan dat SME’s zeer mens en communicatiegericht 
te werk gaan. 
Informele communicatie wordt moeilijker naarmate een 
organisatie groeit. Er ontstaat een behoefte aan formele 
communicatiemomenten. 
Het lijkt erop dat kleine organisatie weinig ruimte hebben voor 
overhead. Er is geen ruimte voor de productie van 




Hofer (Hofer, 2002) benoemd als grootste problemen voor 
SME’s tijdens softwareontwikkeling: 
 Problemen bij communicatie met de klant; 
 Wijzigingen in project doelstellingen en requirements; 
 Incomplete product specificaties; 
 Project management problemen (beheersing van tijd en budget); 
 Onvoldoende communicatie tussen teamleden. 
Volgens Richardson & Von Wangenheim (Richardson & von Wangenheim, 2007) zijn SME’s geen 
kleinere versies van grote softwareorganisaties. Ze zijn zeer wendbaar en flexibel, een eigenschap 
waar ze graag mee adverteren. Ze hebben vaak een zeer platte organisatiestructuur waardoor er 
ruimte is voor een losse managementstijl. Zelfstandige initiatieven van werknemers worden 
gewaardeerd en zijn nodig om te innoveren en competitief te blijven. Kleine bedrijven ervaren vaak 
de volgende problemen: 
 Problemen met prioritering van de eisen; 
 Ontoereikend versiebeheer bij groei; 
 Bestaande software tools en ontwikkelomgevingen zijn ongeschikt voor het proces; 
  
Figuur 9 - Karakteristieken van SME's 
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4.3.5. Overzicht 
De uitdagingen bij softwareontwikkeling zijn samengebracht en gecategoriseerd naar 
probleemgebied. Tabel 9 is een onderdeel van het referentiemodel. 
Tabel 9 – Overzicht veelvoorkomende problemen bij softwareontwikkeling binnen software en SME’s in het bijzonder 
Probleemgebied Probleem Referenties 
Klanten Problemen bij communicatie en beschikbaarheid van de klant (Brooks, 1975) (Hofer, 2002) (Rising & Janoff, 
2000) 
Incomplete requirements (Gladden, 1982) (Hofer, 2002) 
Lastig om te achterhalen wat de klant wil. (Brooks, 1975) (B. W. Boehm, 1988) (Rising & 
Janoff, 2000) (Baskerville & Ramesh, 2003) 
(Richardson & von Wangenheim, 2007) 




Wijzigingen in project doelstellingen (Hofer, 2002) (Rising & Janoff, 2000) 
Wijzigingen in requirements gedurende het project (Gladden, 1982) (Fayad et al., 2000) Beck, 1999; 
(Hofer, 2002) 
Vertraging, gebrek aan controle, niet voldoende grip op project (Brooks, 1975) (Rising & Janoff, 2000) (Hofer, 
2002) (Dangle, Larsen, Shaw, & Zelkowitz, 2005) 
Inschattingsproblematiek. (Brooks, 1975) (Rising & Janoff, 2000) (Fayad et 
al., 2000) 
Ontwikkelsnelheid moet hoger, time-to-market van 
softwareproducten moet lager 
(Fayad et al., 2000) (Rising & Janoff, 2000) 
(Baskerville & Ramesh, 2003) 
Gebrek aan voldoende geschikt personeel (Hofer, 2002)  (Richardson & von Wangenheim, 
2007) 
Mensen Ontoereikende communicatie tussen teamleden (Brooks, 1975) (Hofer, 2002) 
Lage motivatie werknemers (Hofer, 2002) 
Over-engineering. Er worden teveel of niet passende (in het 
grote geheel) features toegevoegd. 
(Brooks, 1975) 
Te weinig kennis over de snel veranderende technologieën en 
methoden 
(Hofer, 2002) (Baskerville & Ramesh, 2003) 
(Richardson & von Wangenheim, 2007) 
Methoden/technieken Grootschalige processen/methodieken schalen niet goed naar 
kleine organisaties. 
(Fayad et al., 2000) (Dangle et al., 2005); 
(Richardson & von Wangenheim, 2007) 
Een gebrek aan goede tools (Hofer, 2002) (Richardson & von Wangenheim, 
2007) 
Een gebrek aan de juiste methoden (Fayad et al., 2000) (Hofer, 2002) 
Overdosis aan verouderde en grotendeels waardeloze 
onbegrijpelijke documentatie 
(B. W. Boehm, 1988) 
 
Een samenvatting van voordelen van agile vindt men in tabel 10. Deze positieve effecten worden 
geclaimd door bedenkers van de agile methoden en zijn aangevuld met bevindingen uit de 
praktijk. Waar mogelijk zijn voordelen direct in verband gebracht met een best practice (verwezen 
met volgnummer). De onderzoeker beschouwd deze voordelen als een indicatie maar geen 
zekerheid, empirisch bewijs ontbreekt of is anekdotisch. 
Tabel 10 - Voordelen van een software proces gestuurd door agile methoden 
Reduceren van de kosten voor het versturen van informatie tussen mensen practices 
Mensen bij elkaar zetten 1.1; 1.4; 2.7 
In plaats van te leunen op documentatie met elkaar face-to-face in overleg. 1.3; 2.5 
Focus op prettige werkcultuur en samenwerking om daarmee output  van het hele team te verhogen 2.1 
    
Reduceren van de tijd benodigd om van beslissing tot feedback te komen.   
Vergroot het vermogen om huidige klantwensen te realiseren door klant nauw te betrekken bij 
ontwikkeling 
2.6 
Snel kunnen schakelen, mee gaan met veranderende vraag door incrementeel te werk gaan 2.12 
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Het softwareproces aanpassen op de uitdagingen van nu.   
Wendbaar zijn door incrementeel te werk gaan resulterend in meer opleveringen 2.12 
Complexiteit reduceren door te kiezen voor een zo eenvoudig mogelijke oplossing  
Hogere productiviteit en daarmee ROI door precies genoeg te leveren met voldoende kwaliteit. 2.11 
    
Ongeschiktheid van traditionele werkwijzen voor de context kleine bedrijven.   
Geen omvangrijke assesment van het proces nodig om agile te werken  
Lichtgewicht en goed aan te passen softwareproces. Gebruiken wat werkt. 2.4 
Goede fit tussen de bedrijfscultuur van kleine bedrijven en de agile filosofie   
 
4.4. Voorwaarden en risico’s van agile methoden 
Het gestructureerde watervalmodel is in het verleden toegepast op softwareontwikkeling om 
meer grip te krijgen op de kosten volgend uit wijzigingen aan applicaties. Agile methoden zijn in 
opkomst gekomen voor de omgang met een snel veranderende vraag en de nieuwe 
mogelijkheden voor de ontwikkeling van applicaties. 
Zoals terug te vinden in de probleemstelling van dit onderzoek is één aanpak niet zaligmakend. 
Zowel de voorschrijvende als de aanpassende methodieken en de varianten hier tussenin kunnen 
de beste keuze zijn. Rondom het afstemmingsvraagstuk van de juiste methodiek op een specifiek 
probleem kan een afzonderlijk onderzoek worden gericht. Dit onderdeel zal nu buiten 
beschouwing blijven. 
De voorwaarden en risico’s van agile in het bijzonder vallen wel binnen de grenzen van deze 
studie. In deze paragraaf vindt men resultaten uit de literatuur rondom algemene en practice-
specifieke voorwaarden en risico’s van agile methoden. 
4.4.1. Agile algemeen 
In het begin van het nieuwe millennium werd duidelijk dat de agile beweging niet slechts een hype 
was. Er waren inmiddels successen geboekt, voornamelijk anekdotes uit de praktijk maar ook 
wetenschappelijk bewijs. Er bestond echter veel controverse rondom agile methodes. 
Traditionele methoden richten op verbetering door middel van een strak proces, de mensen 
passen zich aan op de werkwijze. Agile methoden richten op verbetering door het faciliteren van 
menselijke factoren: moraal, talent, vermogen en communicatie. Ieder individu is anders, de 
nadruk ligt op het na boven brengen van de unieke sterke punten van het team.  
Het belang van goede mensen wordt samengevat in het volgende citaat van Cockburn en 
Highsmith (Cockburn & Highsmith, 2001) 
“If the people on the project are good enough, they can use almost any process and accomplish 
their assignment. If they are not good enough, no process will repair their inadequacy”  
In onderzoek naar de menselijke factor van agile softwareontwikkeling beschrijven Cockburn en 
Highsmith (Cockburn & Highsmith, 2001) de impact van de organisatie op een project team. Ook al 
is het agile team erg goed, de organisatie en het politiek ecosysteem waarbinnen zij opereren is 
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van doorslaggevend effect. Een agile team in een rigide organisatie zal het moeilijk hebben. Vaak 
bestaat er een strakke management stijl waarbij men zekerheid vereist in een onzekere situatie.  
Om agile te kunnen werken is er volgens Cockburn & Highsmith behoefte aan een macro 
management stijl i.p.v. een micro management stijl. Er moet ruimte zijn om innovatie plaats te 
laten vinden. Het maken van beslissingen is minder belangrijk dan het samenwerken aan de 
informatie om gefundeerde beslissingen mogelijk te maken. Er moet vertrouwen bestaan in de 
individuen om zelf effectieve beslissingen te maken. 
Onderzoekers gesponsord door vier instituten (National Science Foundation, CeBASE, Fraunhofer 
Center Maryland en North Carolina State University) organiseerden een eWorkshop voor de 
discussie en verzameling van ervaringen en kennis van agile experts. (Lindvall et al., 2002) 
De auteurs van dit onderzoek (Lindval, Basili, Boehm, Costa, Dangle, Shull, Tesoriero, Williams, 
Zelkowitz) hebben de factoren relevant voor de selectie van projecten geschikt agile zijn 
onderzocht. Denk aan de omvang van het team en het soort software dan men ontwikkeld. Als 
geleerde lessen omschrijven zij: 
 Er is meer bewijs dat agile werkt voor kleine teams dan voor grotere teams. Er zijn 
strategieën nodig voor het opschalen van agile; 
 Ervaring met het bouwen van software is belangrijker dan ervaring met agile methoden; 
 Het is mogelijk om projecten waarbij betrouwbaarheid en veiligheid kritiek zijn met agile te 
realiseren. Voorwaarde is het vroegtijdig expliciet benoemen van prestatie-eisen en het 
uitvoeren van voldoende tests; 
 Voor agile methoden is minder training vereist in vergelijking met traditionele methoden; 
 De drie meest belangrijke succesfactoren zijn cultuur, mensen en communicatie; 
 Waarschuwingen zijn laag moraal tijdens de dagelijkse vergaderingen, de oplevering van 
‘nutteloze documentatie’ en vertraging van geplande iteraties; 
 De kosten van documentatie moeten inzichtelijk worden gemaakt. De klant bepaalt de 
hoeveelheid en diepgang van de documentatie. Het doel is effectieve communicatie. 
Barry Boehm en Richard Turner organiseerden in 2004 ook een workshop waar agile developers, 
traditionele developers, auteurs van agile methodieken en academici zijn uitgenodigd (B. Boehm & 
Turner, 2005). De barrières voor de introductie van agile practices in traditionele organisaties zijn 
in kaart gebracht. Het blijkt dat agile practices een passende aanpak zijn voor kleine losstaande 
projecten. Het software proces wordt dan als minder zwaar ervaren en komt tegenmoet aan de 
behoeften voor snelle ontwikkeling en flexibiliteit voor om te gaan met voortdurende 
veranderingen. Barrières worden ingedeeld in drie groepen: ontwikkelproces conflicten, 
bedrijfsproces conflicten en menselijke conflicten. 
De onderzoeker ziet de ervaringen van experts als waardevolle informatie. Het is de vraag of deze 
constateringen herhaald kunnen worden in dit onderzoek. De resultaten uit deze 3 studies zijn 
opgenomen in het referentiemodel. 
Nerur, Mahapatra en Mangalaraj hebben onderzoek verricht naar de overgang van traditioneel 
naar agile en wat hierbij komt kijken (Nerur, Mahapatra, & Mangalaraj, 2005). Er zijn grote 
verschillen tussen de twee benaderingen. Het is niet eenvoudig om de verschillen te overbruggen. 
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Jarenlang hebben organisaties een geoptimaliseerd en herhaalbaar proces nagestreefd. De 
stabiliteit die men zocht blijkt nu een van de grootste barrières voor de adoptie van agile 
ontwikkelmethoden. Uit de verschillen tussen traditioneel en agile opgesomd in tabel 11 wordt 
duidelijk dat traditionele organisaties moeten veranderen willen ze agile te werk gaan. 
Tabel 11 - Verschillen tussen traditionele en agile softwaremethoden (Nerur et al., 2005) 
 Traditioneel Agile 
Kerngedachten Systemen zijn volledig te specificeren en 
voorspelbaar. Ze kunnen gebouwd 
worden door de werkzaamheden zeer 
nauwkeurig in te plannen. 
Kwalitatieve aanpasbare software wordt 
ontwikkeld door kleine teams. Men maakt 
gebruik van principes zoals voortdurende 
verbetering van het ontwerp, tests 
gebaseerd op snelle feedback en 
verandering. 
Aansturing Procesmatig Mensgericht 
Managementstijl Bevel en controle Leiderschap en samenwerking 
Kennismanagement Expliciet Impliciet 
Rolverdeling Individueel, gericht op specialisatie. Zelforganiserende teams, uitwisselbare 
rollen 
Communicatie Formeel Informeel 
Rol van de klant Belangrijk Kritiek 
Projectcyclus Krijgt richting door taken en activiteiten Wordt gestuurd door gewenste 
producteigenschappen 
Ontwikkelmodel Levenscyclus model zoals waterval of 
spiral. 
Evolutionair gedreven opleveringen. 
Gewenste 
organisatiestructuur 
Mechanisch. Bureaucratisch met hoge 
vorm van formalisering. 
Organisch. Flexibel en participerend, 
moedigt sociale samenwerking aan. 
Technologie Geen restricties Bij voorkeur object-georiënteerd.  
 
Een enquête naar de kritieke succesfactoren voor agile projecten vormt het onderzoek van Chow 
en Cao (Chow & Cao, 2008). Zij hebben uit bestaande literatuur twaalf succesfactoren 
geïdentificeerd en onderverdeeld naar de categorieën kwaliteit, scope, tijd en kosten. tien van de 
48 hypotheses zijn bevestigd. Statistische methoden zijn toegepast op de enquêteresultaten 
samengesteld uit twaalf succesfactoren om tot deze conclusie te komen. 
Dit onderzoek geeft een overzicht van recente literatuur omtrent het falen of slagen van agile 
methodieken in de praktijk. De onderzoeker is verrast met de kwantitatieve onderzoeksaanpak 
middels een enquête. De bulk van het gevonden onderzoek naar de voorwaarden en risico’s van 
agile methoden is namelijk kwalitatief. 
Uit de studie volgen drie kritieke succes factoren: 
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 Strategie omtrent de levering van software; 
 Agile software engineering practices; 
 Team vermogens. 
Aanvullend: 
 Een goed agile project management proces; 
 Het betrekken van de klant bij projectwerkzaamheden. 
Het valt de onderzoeker op is dat ook enkele eerder kritiek bevonden succesfactoren worden 
ontkracht zoals: 
 Ondersteuning van het management; 
 Werkomgeving geschikt voor agile methodieken zoals pair-programming, eigen ruimte 
voor team en whiteboards; 
 Het belang van een “agile-vriendelijke” organisatie. 
Een soortgelijk onderzoek naar succesfactoren van agile methoden is uitgevoerd door Misra, 
Kumar & Kumar naar het perspectief van de uitvoerenden (Misra, Kumar, & Kumar, 2009). De 
motivatie achter deze studie is het gebrek aan empirisch onderzoek naar de succesfactoren van 
projecten met agile methodes. De doelstelling is de ondersteuning van mensen in het veld tijdens 
de toepassing van agile best practices. Een streven dat overeenkomt met een doelstelling van deze 
studie. De uitspraak over het gebrek aan empirisch onderzoek vindt de onderzoeker vreemd 
aangezien er voldoende (weliswaar versnipperde) informatie te vinden is. 
Vanuit bestaande literatuur over onderzoek naar agile softwareontwikkeling (P. Abrahamsson & 
Koskela, 2004) (Baskerville & Ramesh, 2003) (Ceschi, Sillitti, Succi, & De Panfilis, 2005) (Dagnino, 
Smiley, Srikanth, Anton, & Williams, 2004) (Dalcher, Benediktsson, & Thorbergsson, 2005) (Jokela 
& Abrahamsson, 2004) (Karlstroem & Runeson, 2005; Layman, Williams, & Cunningham, 2004; 
Macias, Holcombe, & Gheorghe, 2003; Mann & Maurer, 2005; Mannaro, Melis, & Marchesi, 2004; 
Melnik & Maurer, 2002; Middleton, 2001; Reiffer, 2002) (Rumpe & Schroder, 2002) (Sillitti, Ceschi, 
Russo, & Succi, 2005) (Wellington, Briggs, & Girard, 2005) (Young, Edwards, Mcdonald, & 
Thompson, 2005) is een raamwerk gevormd voor de beschrijving van succes en de factoren 
(menselijk, organisationeel) die van invloed zijn op dit succes. Op basis van dit raamwerk zijn 
hypotheses opgesteld voor de validatie of falsificatie van de verbanden tussen factor en succes. 
Deze heeft men getoetst aan de hand van een enquête opgesteld en verspreid, de resultaten van 
241 respondenten zijn verwerkt. 
Als significante factoren voor succes heeft men aangemerkt: klantgerelateerde zaken, 
besluitvaardigheid, controle, persoonlijke eigenschappen, samenlevingscultuur, training en 
planning. Wat zeer opvallend is dat communicatie en onderhandeling geen significante relatie 
hebben met succes. Hiermee wordt eerder onderzoek van Cockburn (Cockburn & Highsmith, 2001) 
en Lindvall (Lindvall et al., 2002) tegengesproken. In reacties op het open vragen gedeelte van de 
enquête komt wel terug dat communicatie een succesfactor is voor veel bedrijven. 
In de probleemstelling van dit onderzoek wordt de kloof tussen de beschikbare kennis rondom 
softwareontwikkeling en software management en de toepassing hiervan in de praktijk benoemd. 
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Dit gat tussen de wetenschap en de praktijk is in 2011 onderzocht door Chookittikul, Kourik en 
Maher (Chookittikul, Kourik, & Maher, 2011). Doelstelling van deze studie is om de kennis van 
afgestudeerden beter aan te laten sluiten op de software industrie.  
Gestructureerde interviews zijn afgenomen bij ontwikkelaars en managers van tien belangrijk 
software organisaties in Thailand. Hieruit blijkt dat afgestudeerden voldoende basis kennis 
bezitten maar gebrek hadden in de sommige gebieden. Met name de soft skills zijn onder de maat. 
Ze zijn ook niet goed in staat om gezamenlijk software te ontwikkelen. Bij de studenten bestaat er 
onvoldoende kennis over agile methodieken. 
4.4.2. Practice specifiek 
Er is minder wetenschappelijk onderzoek uitgevoerd naar de resultaten en problemen bij 
toepassing van specifieke best practices. De bedenkers van agile methoden (Jim Highsmith 
(Highsmith, 2000), Alistair Cockburn (Cockburn, 2002), Jennifer Stapleton (Stapleton, 1997), 
Stephen Palmer, John Felsing (Palmer & Felsing, 2002), Ken Schwaber, Mike Beedle (Schwaber & 
Beedle, 2001) en Kent Beck (Kent; Beck, 2005; Kent Beck, 1999)) geven voldoende tips, deze 
informatie is echter niet van wetenschappelijke aard. Van de twee grootste agile methoden (XP en 
SCRUM) is nog wel het een en ander te vinden. 
Pair programming 
Pair programming is een practice waarbij twee programmeurs samenwerken aan hetzelfde 
ontwerp, algoritme, broncode of test. In een onderzoek naar deze XP best practice tonen Williams, 
Kessler, Cunningham en Jeffries aan dat het vaak succesvol is ingezet. Toepassing zou leiden tot 
hogere kwaliteit werk in minder tijd (Williams, Kessler, Cunningham, & Jeffries, 2000). Er bestaat 
scepsis bij degene die nog geen kennis hebben gemaakt met deze practice, het zou redundant zijn 
en tot verspilling van resources leiden. Door de combinatie van kwalitatief en kwantitatief 
onderzoek proberen de onderzoekers bewijs te leveren van de waarde van pair programming. Dit 
doen Williams, Kessler, Cunningham en Jeffries door te verwijzen naar een groot succes bij de 
ontwikkeling van een salarisadministratie systeem bij autofabrikant Chrysler. Hiernaast hebben zij 
een experiment onder studenten uitgevoerd om het effect van pair programming waar te nemen. 
De kwaliteit nam sterk toe terwijl de benodigde tijd steeds verder afnam naarmate individuen 
gewend raakten aan de nieuwe manier van werken. De verhoogde kwaliteit van het geleverde 
werk leidt echter tot een verminderde investering voor het oplossen van problemen achteraf.  
Refactoring 
Refactoring betekent het verbeteren van het ontwerp van bestaande code. Uit de eWorkshop van 
Lindval (Lindvall et al., 2002) zijn specifieke tips voor refactoring (een XP practice) gekomen. De 
grotere aanpassingen welke impact hebben op de architectuur van het systeem staan ter 
discussie. Deelnemende experts van de workshop zien dit als een risico omdat een dergelijke 
wijziging alle stakeholders beïnvloed. Refactoring zou zich in scope moeten beperken tot lokale 
wijzigingen. De grootste hoeveelheid deelnemers zien grootschalige refactoring niet als een 
probleem. Ze zijn hoe dan ook nodig en worden juist haalbaar door toepassing van agile 
methoden. Men moet er wel voor zorgen dat testen goed gefaciliteerd is, eventueel door de inzet 
van automatische tests als vangnet voor bugs. 
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Samenspel best practices 
Tijdens een groot J2EE softwareproject bestaande uit een team van 50 personen is men 
overgestapt van traditionele methoden naar XP. Elssamadisy en Schalliol hebben over een periode 
van twee jaar als lid van het projectteam meegedraaid. De bevindingen opgedaan tijdens deze 
participerende observatie hebben zij gepubliceerd in 2002 (Elssamadisy & Schalliol, 2002). 
Hoewel XP uiteindelijk als effectiever en succesvol werd ervaren is de overgang niet vlekkeloos 
verlopen. De auteurs benoemen gebreken in XP practices die projectmanagers tijdig moet 
herkennen. Door te handelen op deze waarschuwingssignalen kan het software proces worden 
aangepast voordat er grotere problemen ontstaan. 
In een case studie bij Intel Shannon zijn de inzet van agile methodieken XP en SCRUM onderzocht 
(Fitzgerald, Hartnett, & Conboy, 2006). De onderzoekers waren geïnteresseerd in: 
 Hoe agile methodieken gebruikt en aangepast worden in de praktijk; 
 Hoe individuele practices uit agile methodieken gecombineerd kunnen worden om het 
gehele software proces te verbeteren. 
De practices van XP en SCRUM vullen elkaar bij Intel Shannon goed aan, waarbij XP practices de 
technische stappen van softwareontwikkeling ondersteunen en SCRUM projectmanagement 
werkzaamheden stuurt. Dit onderzoek heeft inzichten opgeleverd naar de praktijktoepassing van 
specifieke practices. 
De onderzoeker leidt uit deze resultaten af dat toepassing van een agile methode niet per se over 
alle onderliggende best practices gaat. Soms worden individuele best practices niet goed begrepen 
of zijn ze slecht uitvoerbaar. Soms kunnen best practices elkaar versterken. De best practice ‘just 
rules’ van de agile methode XP moedigt het winkelen van een organisatie binnen een methodiek 
aan. In het empirisch onderzoek zal de onderzoeker de best practices van SCRUM en XP 
individueel voorleggen aan de respondenten om dit samenspel verder te verkennen. 
4.4.3. Overzicht 
De risico’s en voorwaarden voor de toepassing van agile methoden zijn samengevat in tabel 12 en 
tabel 13, onderdeel van het referentiemodel. 
Tabel 12 - Risico's bij de toepassing van agile methodieken 
Categorie Risico Mogelijke oplossing Referenties 
Mensen Zoals bij iedere verandering zijn er 
tegenstanders binnen de organisatie die de 
nieuwe werkwijze actief of passief te 
saboteren. 
Kies geschikte mensen met een positieve kijk 
op agile principes. Beloon het gehele team 
ongeacht de uitkomst van een pilot. 
(B. Boehm & 
Turner, 2005) 
 Individuele werknemers kunnen niet omgaan 
met de eisen die agile methoden aan hun 
stellen. Er wordt gevraagd om een sociale 
instelling van samenwerking en kennisdeling 
en een proactieve participerende inzet. 
Selecteer de juiste mensen voor een agile 
software project. 
(Nerur et al., 
2005) 
 Samenwerking tussen het agile team en de 
klant verloopt stroef. Waar men in het 
verleden met een projectmanager 
samenwerkte moeten nu mensen met zeer 
afwijkende achtergronden (bijvoorbeeld 
 (Nerur et al., 
2005) 
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ontwikkelaars en klanten) samenwerken en 
beslissingen maken  
Organisatie De starre omschrijvingen en hokjes 
gedefinieerd door HRM staan in de weg van 
agile werkwijzen 
Houdt rekening met de benodigde soft-skills 
voor de functieomschrijving. Hanteer team-
gebaseerde beloningen i.t.t. individuele 
(B. Boehm & 
Turner, 2005) 
 Management ziet werknemers als eenvoudig 
inwisselbare productie-units met vaste rollen. 
Managers spelen een coachende en 
beschermende rol. 
Stakeholders trainen en opleiden. 
(B. Boehm & 
Turner, 2005) 
 De behandeling van pilot teams. In plaats van 
uit elkaar te halen is het beter om teams bij 
elkaar te houden en te belonen 
 (B. Boehm & 
Turner, 2005) 
 Het is moeilijk om te voldoen aan 
procescertificeringen zoals CMMI en ISO. Bij 
agile methodieken ontbreekt de benodigde 
documentatie en infrastructuur voor 
certificering. 
 (B. Boehm & 
Turner, 2005) 
 Het risico van een tegenstrijdige cultuur. Het 
invoeren van agile methoden is zeer moeilijk 
als een organisatie streeft naar stabiliteit en 
herhaalbare processen. 
 (Nerur et al., 
2005) 
Proces De overgang van agile naar traditionele 
ontwikkelprocessen binnen een bedrijf kan 
tot problemen leiden. 
Identificeer waar mogelijk botsingen en 
succesvolle samensmeltingen van agile en 
traditionele werkwijzen; 
(B. Boehm & 
Turner, 2005) 
(Nerur et al., 
2005) 
 Klant is niet (voldoende) aanwezig of slecht 
gedefinieerd 
 (Cockburn & 
Highsmith, 
2001) 




(Nerur et al., 
2005) (Chow 
& Cao, 2008) 
  Er is een gebrek aan meetbaarheid van de 
voortgang 
Bij toepassing van agile methodieken is er 
geen duidelijke overzicht van uit te voeren 
activiteiten. Gebruik requirements burndown 
en backlog als vervanger voor traditionele 
meetinstrumenten. 
(B. Boehm & 
Turner, 2005) 
(Chow & Cao, 
2008) 
Project Project bestaat uit meerdere van elkaar 
afhankelijke teams. 
 (Chow & Cao, 
2008) 
 De selectie van de juiste agile practices voor 
een project is moeilijk. 
 (Nerur et al., 
2005) 
 
Tabel 13 - Voorwaarden voor de toepassing van agile methoden 
Categorie Voorwaarde Referenties 
Organisatie Samenwerkende, aanpassende en coachende managementstijl in tegenstelling tot 
plannende, sturende en taakgerichte managementstijl. 
(Cockburn & Highsmith, 
2001) (B. Boehm & 
Turner, 2005) (Nerur et 
al., 2005) (Chow & Cao, 
2008) 
 Het ontwikkelteam is zelfsturend en zelf organiserend. Het heeft de vrijheid om 
keuzes betreft de softwareontwikkeling te kunnen maken. 
(Lindvall et al., 2002) 
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 Agile vriendelijke omgeving voor het team op dezelfde locatie. Hier is ruimte 
beschikbaar voor het team ter facilitering van snelle communicatie. Er moet ruimte 
zijn voor pair-programming, SCRUM board etc. 
(Lindvall et al., 2002) (B. 
Boehm & Turner, 2005) 
(Chow & Cao, 2008) 
 De organisatie beschikt over de juiste tools om de agile werkwijzen mee uit te voeren. 
Denk aan programmeertalen geschikt voor snelle ontwikkeling, 
broncodebeheersystemen voor configuratiemanagement en hulpmiddelen voor 
refactoring en unit-testing. 
(Nerur et al., 2005) 
 De waarden van de organisatie komen overeen met agile principes. De juiste cultuur 
ondersteund bijvoorbeeld snelle communicatie, flexibiliteit, vertrouwen in mensen en 
het snel verkrijgen van feedback van de klant. 
(Pekka Abrahamsson, 
2003) (Lindvall et al., 
2002) (Misra et al., 
2009) 
      
Mensen Klantbetrokkenheid. Klanten en eindgebruikers zijn belangrijke spelers bij agile 
processen. Zij dienen aanwezig te zijn en sterk betrokken te zijn bij het 
softwareproces.  
(Cockburn & Highsmith, 
2001) (Lindvall et al., 
2002) (B. Boehm & 
Turner, 2005) (Nerur et 
al., 2005) (Chow & Cao, 
2008) (Misra et al., 
2009) 
 Minimaal 25% van het team bestaat uit competente en ervaren mensen met 
betrekking tot softwareontwikkeling. 
(Lindvall et al., 2002) 
(Chow & Cao, 2008) 
 Een team dat goed samenwerkt en elkaar vertrouwd is kritiek voor het succes van 
agile methoden. 
(Nerur et al., 2005) 
 De nadruk licht op een communicatiegerichte samenwerking waarbij face-to-face 
contact het meest belangrijk is. 
(Lindvall et al., 2002) (B. 
Boehm & Turner, 2005) 
(Chow & Cao, 2008) 
 Opleiding van betrokken stakeholders (bijvoorbeeld teamlid, klant, directe manager) 
mocht het kennisniveau omtrent agile methoden onvoldoende zijn. 
(Cockburn & Highsmith, 
2001) (Lindvall et al., 
2002) (B. Boehm & 
Turner, 2005) (Nerur et 
al., 2005) (Misra et al., 
2009) (Chookittikul et 
al., 2011) 
 De agile teamleden beschikken over voldoende ‘soft skills’ (Chookittikul et al., 
2011) 
      
Project Een klein team. Niet meer dan 20 tot 40 mensen in het projectteam. Hierna werkt de 
face-to-face communicatielijnen van agile niet voldoende meer en zijn er maatwerk 
opschalingsstrategien nodig 
(Lindvall et al., 2002) 
(Chow & Cao, 2008) 
 Past goed bij niet-kritieke snel te bouwen GUI-gedreven applicaties. (Lindvall et al., 2002) (B. 
Boehm & Turner, 2005) 
(Chow & Cao, 2008) 
 Als het project variabel is in scope en er gedurende het verloopt nieuwe requirements 
ontdekt worden. 
(Lindvall et al., 2002) (B. 
Boehm & Turner, 2005) 
(Chow & Cao, 2008) 
   
Proces Regelmatige opleveringen van software waarbij de belangrijkste requirements als 
eerste worden geïmplementeerd 
(Chow & Cao, 2008) 
 Voldoende kwalitatieve controle over het agile proces is belangrijk voor het succes 
van agile projecten. Denk aan dagelijkse (stand-up) meetings en het delen van 
vooruitgang (met bijvoorbeeld burndown charts). 
(B. Boehm & Turner, 
2005) (Misra et al., 
2009) 
 Snel nemen van beslissingen en geven van feedback is cruciaal voor succes. (Lindvall et al., 2002)  
(B. Boehm & Turner, 
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5. De praktijk: Toetsing voorwaarden en risico’s 
In dit hoofdstuk wordt beschreven hoe het empirisch onderzoek is opgezet. Ten eerste komt het 
conceptueel ontwerp aan bod, ten tweede het technische onderzoeksontwerp, tenslotte volgen 
de resultaten van de enquête zelf. 
In bijlage één is de begeleidende brief opgenomen die gebruikt zal worden tijdens het empirisch 
onderzoek. Bijlage twee is een elektronisch Excel document, deze bevat de onderzoeksmatrix met 
daarin de vragen voor de online vragenlijst. 
5.1. Conceptueel onderzoeksontwerp 
In dit conceptueel onderzoeksontwerp wordt beschreven wat onderzocht is. In dit schema bevindt 
zich een herhaling van de hoofdvraag en deelvragen, gebruik van het referentiemodel 
(samenvatting van relevantie kennis uit literatuurstudie) en een operationalisering van de 
eigenschappen uit dit model naar empirisch waarneembare variabelen. 
5.1.1. Vraagstelling 
De hoofdvraag luidt: 
Onder welke voorwaarden kunnen actuele agile methoden en best practices effectief 
toegepast worden op het softwareproces van kleine tot middelgrote softwareorganisaties? 
Uitgesplitst naar deelvragen: 
1. Wat is agile softwareontwikkeling? 
2. Wat zijn actuele agile best practices? 
3. Welke problemen lossen agile methoden en best practices op? 
4. Wat zijn veelvoorkomende resultaten en problemen die voor kleine tot middelgrote 
organisaties een rol spelen bij softwareontwikkeling? 
5. Wat zijn de voorwaarden en risico’s bij de invoer en toepassing van agile methoden en 
best practices? 
6. Wat is de weging van de factoren waarop een organisatie zich moet richten om agile best 
practices in te voeren? 
Deze vragen zijn deels beantwoord in de literatuurstudie. In het empirisch onderzoek richt de 
onderzoeker zich op het vinden van antwoorden voor deelvraag vijf en in mindere mate op 
deelvraag zes. 
5.1.2. Het referentiemodel 
Dit onderzoek volgt een deductieve methode. De resultaten uit de kwalitatieve literatuurstudie 
zijn gestructureerd in een model. Dit Referentiemodel bestaat uit een verzameling van agile 
methoden en best practices geschikt voor kleine tot middelgrote softwareorganisaties. Voor de 
methodieken is onderzocht of er randvoorwaarden voor toepassing zijn. Er bestaat onderscheid 
tussen voorwaarden, waar moet men aan voldoen, en risico’s, welke een organisatie moet zien te 
vermijden. Het model bestaat verder uit voorkomende problemen van kleine tot middelgrote 
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softwareorganisaties en de verbetering die men kan bereiken door de toepassing van agile 
methoden in het algemeen en best practices in het bijzonder.  
Een sub selectie van elementen uit het Referentiemodel worden bevestigd of ontkracht middels 
een toetsend kwantitatief onderzoek in de praktijk. Dit leidt tot een overzicht van de factoren voor 
de invoer van agile methodieken die relevant zijn volgens ervaringsdeskundigen. Hierbij wordt 
aandacht besteed aan de verbanden tussen de voorwaarden voor toepassing van agile methoden 
en de risico’s bij de toepassing van agile methoden. Deze voorwaarden zijn benoemd in het 
Referentiemodel. De resultaten hiervan worden gebruikt om antwoord te geven op deelvraag vijf. 
5.1.3. Bepalende factoren 
Het kwalitatieve literatuuronderzoek heeft een grote hoeveelheid informatie opgeleverd. Het is 
niet mogelijk om al deze informatie te toetsen in het kwantitatieve empirische onderzoek. De 
onderzoeker richt zich op de voorwaarden en risico’s voor de invoer van agile methoden. Risico’s 
en voorwaarden uit het referentiemodel zijn geoperationaliseerd naar de volgende factoren: 
1. Bedrijfscultuur; 
2. Communicatie; 
3. Feedback en beslissingsvermogen; 
4. Ondersteunende middelen; 
5. Persoonlijke eigenschappen; 
6. Projecteigenschappen; 
7. Interruptie (externe storingen en onderbrekingen van een team); 
8. Samenwerking klant; 
9. Teameigenschappen; 
Deze factoren wijken af van de categorieën zoals gebruikt in het Referentiemodel. Er zijn andere 
en wellicht betere indelingen denkbaar. De onderzoeker heeft voor deze specifieke indeling 
gekozen omdat de factoren:  
 Abstract genoeg zijn om als kapstok te dienen voor meerdere voorwaarden & risico’s zonder 
al teveel overlap;  
 Beknopt en helder zijn, zodat ook lezers zonder uitgebreide kennis het begrijpen; 
 Passen in de context van softwareontwikkeling. 
Door risico’s en voorwaarden samen te brengen in factoren wordt het aantal te meten variabelen 
bovendien gereduceerd. Dit draagt bij aan de betrouwbaarheid van de conclusies die getrokken 
worden aan de hand van de resultaten van het kwantitatieve onderzoek. De factoren zijn 
opgenomen in de onderzoeksmatrix (bijlage twee). De onderzoeksmatrix maakt de koppeling 
tussen de literatuur (het Referentiemodel) en de empirische toetsing expliciet. 
Agile waarden en principes 
Voor de term agile is eerder in dit verslag een omschrijving gegeven (zie §4.2.1) 
De agile methodieken SCRUM en Extreme Programming zijn gebaseerd op vergelijkbare waarden. 
In het Agile Manifesto zijn twaalf principes opgenomen die door de onderzoeker als ambigu 
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worden gezien, dus slecht meetbaar. De literatuur suggereert dat de juiste cultuur en ‘soft’ skills 
belangrijke voorwaarden zijn voor de succesvolle implementatie van agile methodieken. 
De onderzoeker kiest ervoor om deze vage begrippen niet direct te meten. De agile principes zijn 
wel als leidraad gebruikt voor de formulering van vragen voor het toetsen van de variabelen 
bedrijfscultuur en persoonlijke eigenschappen. 
Agile methodieken en best practices 
Uit de literatuurstudie is gebleken dat de meest gebruikte agile methoden XP en SCRUM zijn. Als 
onderdeel van het empirisch onderzoek wordt gekeken welke methoden en onderliggende best 
practices werkelijk worden toegepast in de praktijk. De vragen over best practices zijn van een 
toelichting voorzien, zodat personen met minder parate kennis van agile werkwijzen de 
vraagstelling begrijpen. 
5.2. Technische onderzoeksontwerp 
Dit ontwerp omschrijft de uitvoering van het onderzoek en bevat verder een onderbouwing voor 
de gekozen aanpak. Het bestaat uit de gebruikte onderzoeksstrategie en de manier van 
gegevensverzameling (methodiek en techniek). Dan volgt een toelichting op de borging van 
validiteit, de betrouwbaarheid en de gegevensanalyse. Tot slot volgt een vooruitblik op de 
mogelijke resultaten en conclusies. 
5.2.1. Onderzoekstrategie 
De onderzoeksgegevens worden met een enquête verzameld, redenen hiervoor zijn: 
 Anonieme verzameling van resultaten, de interne validiteit wordt vergroot door het risico 
op wenselijke antwoorden te reduceren. 
 Mogelijkheid tot onderzoek van meerdere organisaties en individuen wat de 
generaliseerbaarheid van de resultaten ten goede komt. 
 Binnen afzienbare tijd de onderzoeksgegevens kunnen verzamelen; 
Vanwege de beperkte tijd binnen het afstudeeronderzoek wordt gebruikt gemaakt van een 
dwarssnedeonderzoek oftewel een momentopname. Hiermee is de onderzoeker beperkt in de 
waarneming van de veranderingen en ontwikkelingen gedurende de implementatie van agile 
methoden. Om de betrouwbaarheid te borgen is belangrijk om te weten hoe ver de organisatie en 
ondervraagde persoon op moment van ondervraging is m.b.t. tot agile werkwijzen. Meer over 
betrouwbaarheid in de toelichting van de gekozen aanpak, §4.4. 
5.2.2. Benodigde gegevens 
Dit onderzoek richt zich op de softwareorganisaties. Dit zijn bedrijven waar men ook werkelijk aan 
softwareontwikkeling doet, dus niet alleen het wegzetten of configureren van bestaande 
pakketten. Hiermee vallen ook adviesorganisaties en ERP leveranciers af. 
De SME definitie (European Commission, 2005) kadert de doelgroep verder af. Organisaties met 
minder dan 250 mensen in dienst komen in beeld voor het onderzoek. Een compleet overzicht van 
de randvoorwaarden vindt men in tabel 8. 
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Dit onderzoek richt zich niet alleen op uitvoerend personeel maar ook de project manager rol. De 
onderzoeker acht dat een persoon in deze functie in cruciale positie binnen de organisatie 
bekleed, hij/zij: 
1. Kan beoordelen wat de invloed van het softwareproces op het projectsucces is; 
2. Kent de details van het softwareproces (de werkelijk toegepaste methoden en best practices); 
3. Heeft praktijkervaring heeft met de voorwaarden en risico’s van de invoer van agile methoden 
en best practices. 
Functietitels en organisatiestructuren variëren. De volgende rollen komen ook in aanmerking, een 
voorwaarde hierbij is dat de respondent wel voldoet aan boven gestelde criteria: 
 Architect 
 Consultant 
 Functioneel manager 
 Ontwikkelaar 
 Product manager 
 Project manager 
 Tester 
Naast het soort organisatie en de ondervraagde persoon zijn nog twee criteria relevant voor de 
selectie van onderzoeksobjecten; het soort softwareproject en het softwareproces.  
Er zijn vanuit het literatuuronderzoek aanwijzingen dat het soort project van invloed is op het 
projectsucces. Agile methodieken zijn bijvoorbeeld naar verwachting weinig geschikt voor de 
productie van embedded software waarbij eisen van tevoren vast liggen. De onderzoeker wil de 
randvoorwaarden voor het soort project open houden om deze voorwaarde te kunnen toetsen. 
Wat betreft het softwareproces is een voorselectie wenselijk. Een minimale eis is kennis van agile 
methodieken en best practices. Bij voorkeur heeft de respondent praktijkervaring met agile 
methoden. Naar verwachting werken de meeste organisaties volgens de standaardmethoden 
SCRUM of XP. Bedrijven die afwijkende methoden of losse best practices hanteren worden niet 
uitgesloten van deelname. 
5.2.3. Gegevensverzameling 
Volgens Patton (Patton, 2001) is de grootte van de steekproef afhankelijk van: 
 De onderzoeksvragen 
 De doelen 
o Wat wil je uitzoeken? 
o Wat is nuttig? 
o Wat is geloofwaardig? 
o Wat kun je met de beschikbare middelen uitrichten? 
Wat de onderzoeker uit wil zoeken is duidelijk, dat is het toetsen van de voorwaarden en risico’s 
uit het Referentiemodel. De geloofwaardigheid en nuttigheid van het doel is moeilijker te bepalen. 
De bovenstaande regels gelden met name als men kwalitatieve gegevens wil verzamelen. Dit 
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onderzoek richt zich op de verzameling van kwantitatieve gegevens. Dat wil niet zeggen dat de 
onderzoeker met ieder aantal respondenten tevreden is. De onderzoeksvragen zijn dusdanig 
geoperationaliseerd en getrechterd dat verzadiging sneller optreedt dan bij het afnemen van 
ongestructureerde interviews. De doelstelling is om 20 à 30 ingevulde vragenlijsten te verzamelen. 
Dit aantal is realistisch gezien de beschikbare middelen. Er worden vanuit drie bronnen 
respondenten benaderd die voldoen aan het gewenste profiel: 
 Studenten die het vak Software Management hebben gevolgd bij begeleider Paul Oord; 
 Via de LinkedIn groep “Agile voor Projectmanagers” wordt een oproep geplaatst om deel 
te nemen aan de enquête; 
 In het netwerk van relaties van de onderzoeker worden respondenten benaderd. 
Vanwege de beperkte middelen is er niet voor gekozen om een steekproefkader te definiëren. 
Voor de selectie van respondenten wordt gebruik gemaakt van een niet-stochastische steekproef 
volgens de random-walk methode. De onderzoeker is tevreden als er voldoende respondenten zijn 
binnen het kader van het onderzoeksobject. 
De vragenlijst zal afgenomen worden door middel van het internet. Uit het boek Methoden en 
technieken van onderzoek zijn in tabel 14 de kenmerken van een online vragenlijst opgesomd 
(Saunders, Lewis, & Thornhill, 2011). 
Tabel 14 - kenmerken online vragenlijst (Saunders et al., 2011) 
 Kenmerk Online vragenlijst 
1 Populatie waarvoor vragenlijst geschikt is Personen die met computers kunnen omgaan, die per e-
mail of via internet kunnen worden bereikt 
2 Vertrouwen dat de juiste persoon heeft geantwoord Groot bij gebruik van e-mail 
3 Kans dat de antwoorden van respondenten 
vervormd zijn 
Laag 
4 Omvang van de steekproef Groot 
5 Te verwachten responspercentage Variabel, 30% is redelijk binnen bedrijven, via internet 
11% of lager 
6 Geschikte lengte voor de vragenlijst Tegenstrijdige adviezen; minder schermen is 
waarschijnlijk beter 
7 Soorten vragen waarvoor de vragenlijst geschikt is Gesloten vragen, maar niet te complex; gecompliceerde 
volgorde mogelijk bij gebruik van IT, moet voor de 
respondent van belang zijn 
8 Tijd nodig om het verzamelen te voltooien 2-6 weken na verspreiding (afhankelijk van aantal follow-
ups) 
9 Belangrijkste financiële implicaties Ontwerp webpagina, hoewel geautomatiseerde online 
expertsystemen worden aangeboden die de kosten 
drastisch drukken 
10 Rol van de interviewer/veldwerker Geen 
11 Invoer gegevens Meestal geautomatiseerd 
 
Wat betreft kenmerk één, onder de respondenten verwacht de onderzoeker geen probleem wat 
betreft IT-vaardigheden en online bereikbaarheid. 
Gezien kenmerk vijf moet er rekening mee gehouden worden dat er vrij veel respondenten (125+) 
nodig zijn om de doelstelling van 20 a 30 respondenten te halen. De praktijk zal uitwijzen wat de 
medewerkingsgraad is onder de populatie. Een opschalingsstrategie kan toegepast worden. 
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De financiële implicaties onder kenmerk negen zijn verwaarloosbaar. Er zijn meerdere gratis online 
vragenlijsten beschikbaar zoals SurveyMonkey en Google Drive. Indien nodig heeft de onderzoeker 
voldoende kennis om een open source alternatief zoals LimeSurvey in te richten. 
Respondenten worden via e-mail uitgenodigd om een online vragenlijst in te vullen. De bulk van de 
lijst bestaat uit meerkeuze vragen aangevuld met enkele open vragen en een uitnodiging tot een 
open interview. De vragen vind men terug in de onderzoeksmatrix (bijlage twee) 
5.2.4. Toelichting gekozen aanpak 
De validiteit van dit onderzoek wordt beoordeeld vanuit de betrouwbaarheid, de interne en de 
externe kant (generaliseerbaarheid). Tenslotte worden de maatregelen van de onderzoeker t.o.v. 
ethiek toegelicht. 
Betrouwbaarheid 
De geoperationaliseerde variabelen worden getoetst door middel van meerdere vragen. Volgens 
de theorie in het boek de vragenlijst (Brinkman, 2000) neemt de invloed van toevalsfactoren af 
naarmate de scores van meer items worden opgesteld. Toevallige meetfouten kunnen elkaar beter 
opheffen en kan er een betere uitmiddeling ontstaan. Een voorwaarde hiervoor is dat de vragen 
binnen een schaal dezelfde variabele meten. 
De vragenlijst is door de onderzoeker zelf ontwikkeld, op basis van de begrippen en verbanden 
resulterend uit de literatuurstudie. Er hangt een risico aan deze nieuwe manier van meten en het 
niet gebruiken van bestaande vragenlijst. Om de navolgbaarheid te verhogen is de 
onderzoeksmatrix met daarin de vragen als bijlage opgenomen. Andere onderzoekers kunnen dit 
meetinstrument gebruiken om resultaten te repliceren. 
Ter beschouwing het aantal geregistreerde bedrijven bij de KvK, uit een survey van ICT~Office, de 
brancheorganisatie voor ICT-bedrijven in Nederland (tabel 15). 
Tabel 15 - Softwareontwikkel organisaties ingeschreven bij KvK (te Velde et al., 2010) 
Omschrijving Totaal op KvK 
Ontw./prod./uitgeven standaardsoftware 2.275 
Ontwikkelen/produceren maatwerksoftware 14.125 
Implementeren van software 668 
Totaal 17.068 
 
Uit deze groep van 17.068 hebben ongeveer 99% van de bedrijven minder dan 100 fte, waardoor 
ze binnen de scope van deze studie vallen. Niet in ieder bedrijf zal er agile worden gewerkt, maar 
redelijkerwijs hebben we nog steeds te maken met een doelgroep van rond de 10000 bedrijven. 
De populatie is in dit geval eindig, we nemen de volgende formule. 
𝑛 ≥  
𝑁 ×  𝑧2  ×  𝑝(1 − 𝑝)
𝑧2  ×  𝑝(1 − 𝑝) +  (𝑁 − 1) ×  𝐹2
 
waarbij: 
n = het aantal benodigde respondenten. 
z = 1,96 (Standaardafwijking bij 95% betrouwbaarheid) 
N = 10.000 (de grootte van de populatie) 
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p = de kans dat iemand een bepaald antwoord geeft (in de meeste gevallen 50%) 
F = 5% (de foutmarge) 
Invulling van deze formule geeft ons een minima van 370 benodigde aantal respondenten. De 
doelstelling van 20-30 respondenten is dus geen representatieve steekproef. 
Interne validiteit 
Het risico bestaat dat de vragen van het onderzoek de onderzoeksvraag niet voldoende dekken, 
we spreken in dit geval over de contentvaliditeit van het meetinstrument. Worden de uitkomsten 
van het onderzoek gesteund door de (te verzamelen) feiten?  
In dit onderzoek is het belangrijk dat de overgang van de theorie naar de metingen in het 
kwantitatieve onderzoek weloverwogen plaatsvindt. In de §5.1.2 is toegelicht hoe de literatuur 
heeft geresulteerd in het referentiemodel. In de onderzoeksmatrix (bijlage twee) is de 
operationalisering van dit referentiemodel naar variabelen en vragen expliciet gemaakt. 
De vragenlijst is voorgelegd aan meerdere personen met expertise op het gebied van 
onderzoeksmethodiek en inhoudelijke kennis wat betreft dit onderzoek. Op basis van feedback 
van dit panel is de essentie van de meetvragen verbeterd. 
Externe validiteit 
Ook wel generaliseerbaarheid genoemd, wat betekent het doen van breder toepasbare 
veronderstellingen op basis van deductie uit specifieke cases (Saunders et al., 2011). De 
generaliseerbaarheid is afhankelijk van de steekproef en de populatie. Realistisch gezien is door de 
gekozen selecte steekproef methode de externe validiteit van dit empirisch onderzoek zwak. Om 
dit risico te verminderen zal de onderzoeker de inhoudelijke generalisatie trachten te vergroten. 
Om de reikwijdte van de conclusies te vergroten moeten de relevante kenmerken en kaders van 
de cases vastgesteld worden. Deze vloeien voort uit de kaders van het onderzoeksobject, 
kenmerken en kaders worden uitgebreid aan de hand van de onderzoeksresultaten. Onder deze 
resultaten vallen de modererende variabelen van de enquête op organisatieniveau en individueel 
niveau (zie analyse §5.2.5). 
Ethiek 
Er worden via de vragen in de enquête geen persoonlijke gegevens verzameld. De resultaten van 
het kwantitatieve onderzoek en het meetinstrument (online survey) worden vertrouwelijk 
behandeld. Door een heldere inleiding van de enquête informeert de onderzoeker de 
respondenten over de genomen maatregelen. Het is niet aannemelijk dat de rechten van de 
respondent in geding komen. 
5.2.5. Analyse 
De methoden van onderzoek en gegevensverzameling zijn vastgelegd. In deze paragraaf worden 
de opvolgende stappen voor het analyseren van onderzoeksgegevens uiteengezet. Analyse van de 
kwantitatieve gegevens vindt plaats met behulp van beschrijvende en verklarende statistiek. De 
onderwerpen vindt men terug in de onderzoeksmatrix (bijlage twee), omgezet in stellingen terug 
te vinden in bijlage drie. 
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QGP1 t/m QGP4 zijn vragen gericht op persoonskenmerken. Resultaten zijn toepasbaar als 
modererende variabelen van de respondent.  
QGO1 t/m QGO4 zijn standaard vragen gericht op de organisatie. Resultaten zijn in te zetten als 
modererende variabelen van de organisatie. Hiernaast zijn antwoorden op deze vragen relevant 
om te bepalen of de organisatie binnen het kader van dit onderzoek valt. 
Iedere respondent wordt gevraagd om een overzicht te geven van de binnen hun organisatie 
toegepaste agile methoden en best practices. (QM#, QPS#, QGP#, QGO#). Resultaten geven de 
onderzoeker een beeld van de meest toegepaste werkwijze. Volgens de literatuurstudie zijn dit de 
methoden XP en SCRUM. Er kan mogelijk een ander beeld ontstaan. 
De kern van de vragenlijst bevindt zich in de overige vragen (QV# & QR#). Hierin worden 
potentiële voorwaarden en risico’s aan de respondent voorgelegd. Er wordt gevraagd in hoeverre 
de respondent een precedent voor toepassing van agile methodieken herkennen in hun eigen 
organisatie. Om de abstracte begrippen (afgeleid van het Referentiemodel) meetbaar te maken 
worden de variabelen samengesteld door het optellen van de respons op meerdere vragen. Een 
compleet overzicht van de factoren is terug te vinden in §5.1.3. 
Met statistische rekenmethoden wordt de data geanalyseerd. Met de 
betrouwbaarheidscoëfficiënt Cronbach’s alpha kan binnen een dimensie worden berekent of de 
interne consistentie van losse items voldoende is om optelling te rechtvaardigen (α > 0.70) of zwak 
(α tussen de 0.6 en 0.70). De variabiliteit binnen een schaal wordt middels standaard deviatie 
bepaald. Als criteria wordt de significantie van de coëfficiënten beoordeeld op een niveau van 5% 
(p < 0.05). Een schaal moet minimaal uit drie stellingen bestaan, bij minder stellingen heeft een 
schaalconstructie geen zin. 
Nadat de betrouwbaarheid is geborgd kan met beschrijvende statistiek de afzonderlijke stellingen 
en schalen worden bekeken. In de enquête worden vragen volgens een vijfpunts likert-schaal 
gesteld. Met een gemiddelde kan snel bepaald worden of een stelling als relevant wordt gezien 
door de respondent. Een frequentie analyse (modus) van de gegeven antwoorden visualiseert de 
verdeling binnen een schaal.  
In §5.2.4 is toegelicht dat de steekproef niet groot genoeg is om statistisch significantie te 
bereiken. De statistische verwerking zoals beschreven is hiermee niet meer zinvol. De onderzoeker 
beseft deze zwakte in de fundering van het onderzoek. In de context van dit afstudeeronderzoek 
wil de student in de rol onderzoeker aantonen dat academische vaardigheden en statistische 
verwerking van onderzoeksdata eigen is gemaakt. 
5.2.6. Vooruitblik conclusies 
Na de analyse heeft de onderzoeker naar verwachting een beeld van de bepalende stellingen en 
factoren (schalen) voor de succesvolle toepassing van agile methodieken. Bij een gemiddelde 
hoger dan vier beschouwt de onderzoek de betreffende stelling of factor relevant voor succesvolle 
toepassing van agile methoden. Bij een score lager of gelijk aan 2.5 dan is de waardering laag en 
wordt de stelling afgewezen. Overige scores zijn niet uitgesproken genoeg om meegenomen te 
worden in de conclusies.  
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Het verband is schematisch weergegeven in figuur 10. De onderzoeker verkrijgt hierdoor een 






Figuur 10 - Toetsing van de stellingen 
De bevindingen van eerder wetenschappelijke onderzoek zoals besproken in §4.4 worden middels 
deze resultaten bevestigd of in meer of mindere zin tegengesproken. In de conclusies en 
bevindingen worden resultaten worden vergeleken met eerder onderzoek. Bij grote afwijkingen 
kan een verklaring worden gezocht. 
Aan de hand van deze informatie kan verder een verdeling worden gemaakt van de belangrijkste 
factoren en de minst belangrijke factoren. Deze gegevens vertellen iets over prioriteit en kunnen 
helpen bij het bepalen de volgorde van activiteiten voor het wegnemen van blokkades tijdens de 
invoer van agile methoden. 
De onderzoeker heeft de verwachting dat in ieder geval de factoren ‘Communicatie’, 
‘Samenwerking klant’, ‘Feedback en beslissingsvermogen’ sterk zullen scoren. Uit het 
literatuuronderzoek is gebleken dat genoemde voorwaarden en risico’s vaak onder deze 
categorieën vallen. 
Mochten er verder nog interessante verschillen gevonden worden in de respons bij groepering van 
respondenten kan dit aanleiding vormen tot verdere analyse. 
De generaliseerbaarheid van de conclusies zullen van een kritieke noot worden voorzien. Zoals 
toegelicht in §5.2.4 is de externe validiteit van dit onderzoek niet sterk. Om de kans op succes te 
vergroten is de scope van dit kwantitatieve onderzoek bewust klein gehouden, zeker in 
vergelijking met de brede kwalitatieve literatuurstudie. De operationalisering van referentiemodel 
naar een beperkte set variabelen leidt er toe dat abstracte termen meetbaar worden. Door deze 
maatregelen heeft de onderzoeker goede hoop dat het empirisch onderzoek interessante 
resultaten op zal leveren.  
        
 




De online vragenlijst is via e-mail verstuurd naar 131 personen, drie personen waren niet 
bereikbaar. Van de bereikte software professionals vulden er 31 de vragenlijst in, hiermee 
bedraagt de responsegraad een respectabele 24,7%. De resultaten van vijf respondenten zijn niet 
bruikbaar voor dit onderzoek omdat ze buiten de afbakening vallen (te grote organisatie en/of te 
weinig agile ervaring). De uiteindelijke dataset voor analyse bestaat uit 26 bruikbare lijsten, dit 
aantal valt binnen de beoogde 25 tot 30 respondenten. 
Functieverdeling 
Antwoorden op de vraag “Uw rol in het 
team kan het best omschreven worden 
als…“ zijn gevisualiseerd in figuur 11. 
De gelijkmatige verdeling tussen functies is 
gunstig voor dit onderzoek, aangezien het 
de generaliseerbaarheid van de conclusies 
vergroot. Ter verdere analyse van data 
wordt een onderverdeling tussen 
management en uitvoerend gemaakt (zie 
§5.3.4).  
Agile kennis en ervaring 
Van iedere respondent is gevraagd hoelang 
ze bekend zijn met agile methoden en 
hoelang ze agile methode en best practices toepassen. Het resultaat is gevisualiseerd in figuur 12 
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Ervaring met agile methoden
Figuur 12 - Respondenten gegroepeerd naar kennisniveau Figuur 13 - Respondenten gegroepeerd naar ervaringsniveau 
Figuur 11 - Respondenten gegroepeerd naar functie 
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Gebruik van agile methoden en practices 
In 4.2 is een definitie opgenomen van agile binnen dit onderzoek. Er zijn zes agile methodes 
geselecteerd. Uit het literatuur onderzoek is gebleken dat SCRUM en XP de meest gebruikte 
varianten zijn.  
In figuur 14 vindt men het gebruik van agile methodes bij de ondervraagde organisaties. Hieruit 
wordt duidelijk dat de praktijksituatie zich aansluit bij de theorie. SCRUM (88%) en XP (73%) 
worden het meest gebruikt bij de doelgroep van software professionals bij kleine tot middelgrote 
bedrijven. 
In de literatuurstudie (zie §4.4.2) is gebleken dat best practices afhankelijk van elkaar kunnen zijn 
en elkaar versterken. De onderzoeker heeft daarom het onafhankelijke gebruik van best practices 
gemeten. 



























Product backlog Scrum master Scrum teams Sprint planning
meeting
Sprint review Sprints
Toepassing van SCRUM practices
Figuur 14 – Gebruik van agile methodes 
Figuur 15 - SCRUM best practice gebruik 
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De verdeling van XP best practices is minder homogeen (figuur 16). De practices ‘Continuous 
integration’, ‘Open workspace’, en ‘Refactoring’ zijn populair. Verder worden ‘Planning game’ en 
‘small releases’ veel toegepast. 
Branche 
In figuur 17 is een verdeling van respondent naar branche gevisualiseerd. 
 
Figuur 17 - Aantal respondenten per branche 
  
















Toepassing van XP practices
Figuur 16 - XP best practice gebruik 
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5.3.2. Voorwaarden en risico’s voor agile 
In de vooruitblik op de analyse (§5.2.6) is voor het gemiddelde een ondergrens van vier 
afgesproken voor de beoordeling van bepalende factoren. In tabel 16 een totaaloverzicht van alle 
stellingen met een gemiddelde >= 4. 
Tabel 16 - Bepalende voorwaarden en risico's voor agile 
Code Stelling Gem. Std. dev. 
team_risk_6 Teamleden die waardevolle kennis liever niet delen zijn 
een risico voor agile projecten. 
4,538 0,811 
customer_risk_2 Een stroeve samenwerking tussen het agile team en de 
klant is een groot risico voor een agile project. 
4,500 0,648 
customer_condition_3 Klanten en eindgebruikers moeten gedurende het 
gehele agile project betrokken zijn. 
4,500 0,762 
personal_condition_3 In een agile project is het belangrijk om teamleden te 
hebben die verantwoordelijkheid nemen. 
4,462 0,508 
communication_condition_3 Een voorwaarde voor een succesvol agile project is 
effectieve communicatie tussen het team en de andere 
stakeholders. 
4,385 0,637 
culture_condition_6 Een cultuur waarin ruimte is voor het geven van kritiek 
en feedback is cruciaal voor het slagen van agile 
projecten. 
4,346 0,745 
culture_risk_7 Grote meningsverschillen tussen het management en 
de professionals omtrent de toepassing van agile 
methoden zijn een bedreiging voor het succes van agile 
projecten. 
4,346 1,018 
personal_condition_5 Alleen als teamleden transparant zijn over hun 
werkzaamheden kunnen agile werkwijzen succesvol 
zijn. 
4,269 0,724 
team_condition_4 Een team moet zelfsturend en zelf organiserend zijn om 
agile te kunnen werken. 
4,269 0,667 
feedback_condition_4 Agile werkwijzen staan of vallen met de regelmatige 
opleveringen van werkende software. 
4,231 0,908 
team_risk_5 Juist bij agile projecten is het belangrijk dat teamleden 
begrip voor elkaar hebben. 
4,231 0,710 
culture_condition_3 Een managementstijl die is gebaseerd op het 
aanmoedigen van samenwerking is bepalend voor het 
succes van agile projecten. 
4,192 0,694 
project_condition_1 Om succesvol te zijn, moeten agile projecten binnen 
korte duur (weken tot maand) een werkend resultaat 
opleveren. 
4,154 0,967 
feedback_condition_1 Snel beslissingen kunnen nemen is cruciaal voor het 
succes van agile projecten. 
4,154 0,613 
personal_condition_4 Om met succes agile te werken moeten ontwikkelaars 
goed inschattingen kunnen maken. 
4,077 0,628 
customer_risk_1 Zonder duidelijk aanwijsbare klant, kunnen agile 
werkwijzen geen succes worden. 
4,077 0,935 
feedback_condition_6 Kwalitatieve controle op het proces is belangrijk voor 
het succes van agile projecten. 
4,038 0,774 
feedback_condition_2 Alleen als een team regelmatig feedback geeft, kan een 
agile project succesvol zijn. 
4,000 0,748 
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Deze relevant bevonden voorwaarden en risico’s zijn per factor georganiseerd in figuur 18. 
 
Figuur 18 - Aantal relevante stellingen per factor 
In tabel 17 een overzicht van stellingen met een gemiddelde <= 2,5. 
Tabel 17 - Niet relevante voorwaarden en risico's 
Code Stelling Gem. Std. dev. 
project_risk_5 Als een project fixed-price is 
verkocht, is een keuze voor 
een agile projectmethodiek 
onverstandig. 
2,500 1,175 
project_risk_4 Agile werkwijzen zijn niet 
succesvol in een project met 
een strakke deadline. 
2,231 1,070 
project_condition_3 Voor vergrote kans op succes 
zijn de requirements van een 




Alle stellingen in deze categorie laag scorende stellingen hebben iets te maken met het soort 
project. De respondenten zijn het er over eens dat het soort project geen belangrijke voorwaarde 
of risico is voor de toepassing van agile methoden. 
5.3.3. Schaalconstructie rondom bepalende factoren 
In 5.3.1 is toegelicht hoe uit het referentiemodel negen bepalende factoren zijn afgeleid. Rondom 
deze factoren zijn de voorwaarden en risico’s uit het referentiemodel als stellingen voorgelegd aan 
de respondent. In deze paragraaf wordt toegelicht in hoeverre deze groepering van stellingen 
homogeen zijn na beschouwing van de resultaten uit het empirisch onderzoek. Van deze schalen is 







Hoog scorende stellingen per factor
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Bedrijfscultuur 
In de online vragenlijst zijn zeven vragen 
opgenomen omtrent cultuur. Na 
betrouwbaarheidsanalyse is besloten om de 
schaal bedrijfscultuur op te bouwen uit vijf 
vragen. De stellingen <Culture_risk_2: Als 
het management ontwikkelaars aanstuurt 
d.m.v. standaarden en procedures, komen 
agile projecten in gevaar> en 
<Culture_risk_5: Een sterke hiërarchie 
binnen de organisatie is een bedreiging voor 
het succes van agile projecten> zijn 
afgevallen vanwege een te lage samenhang. 
De 5 vragen vormen een sterke schaal 
(α=0,742) zie figuur 19. 
Communicatie 
De stellingen onder communicatie zijn niet homogeen genoeg om een schaal te kunnen vormen. 
Vanwege het ontbreken van homogeniteit mogen deze voorwaarden en risico’s alleen afzonderlijk 
beschouwd worden. 
Er kon geen schaal worden samengesteld voor communicatie. Voorwaarden rondom 
communicatie zijn moeilijk te vangen in slechts drie stellingen. De stellingen beschrijven ieder een 
afwijkend aspect van communicatie. 
 
Feedback en beslissingsvermogen 
Er zijn zes vragen opgenomen omtrent 
feedback en beslissingsvermogen. Na 
betrouwbaarheidsanalyse zijn vier vragen 
overgebleven. De vragen 
<feedback_condition_1: Snel beslissingen 
kunnen nemen is cruciaal voor het succes 
van agile projecten> en <feedback_risk_5: 
Een agile project loopt vast als het 
projectteam afhankelijk is van andere 
teams of individuen om beslissingen te 
kunnen nemen> zijn afgevallen. De vier 
overige stellingen vormen een zwakke 
schaal (α=0,699) zie figuur 20. Feedback 
en beslissingsvermogen wordt als 










































Figuur 19 - Histogram schaal bedrijfscultuur 
Figuur 20 - Histogram schaal feedback en beslissingsvermogen 
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Ondersteunende middelen 
De schaal ondersteunende middelen is 
opgebouwde uit drie vragen. Er zijn geen 
vragen afgevallen tijdens de 
betrouwbaarheidsanalyse. De drie vragen 
vormen een sterke schaal (α=0,710) zie 
figuur 21. Zoals bij beschouwing van de 
individuele stellingen ziet men hier ook 
dat lang niet alle respondenten 




De schaal persoonlijke eigenschappen is 
opgebouwd uit vijf vragen. Er kon geen sterke schaal worden samengesteld op basis van deze 
vragen. De losstaande vragen zijn dus niet geschikt om de factor persoonlijke eigenschappen te 
meten. In de resultaten zullen daarom enkele resultaten los worden beschouwd. 
Project eigenschappen 
Er kon geen schaal rondom projecteigenschappen gemaakt worden. Uit analyse blijkt dat slechts 
enkele stellingen onder deze noemer homogeen zijn. Ze meten dus niet allemaal dezelfde 
variabele. De vragen onder de factor project eigenschappen scoren gemiddeld laag in vergelijking 
met de andere stellingen. 
Interruptie 
De schaal interruptie is op gebouwd uit drie vragen. Tijdens de betrouwbaarheidsanalyse is er één 
stelling afgevallen <interrupt_risk_3: Succes van agile projecten komt in gevaar als teams 
gedurende een sprint ook ongerelateerde werkzaamheden moeten verrichten>. Er blijven hierna 
nog maar twee vragen over. In een vooruitblik naar de analyse heeft de onderzoeker voor 
schaalconstructie een minimum van drie stellingen vastgesteld (zie §5.2.5). Er is om deze reden 


















Neutraal Mee eens Volledig
mee eens
Ondersteunende middelen
Figuur 21 - Histogram schaal ondersteunende middelen 
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Samenwerking klant 
De schaal samenwerking klant is 
opgebouwd uit vier stellingen. Tijdens de 
betrouwbaarheidsanalyse zijn geen vragen 
afgevallen. De schaal is sterk (α=0,735) zie 
figuur 22. Samenwerking klant wordt 
duidelijk als een belangrijke factor gezien 






In de online vragenlijst waren zes vragen over 
voorwaarden en risico’s betreffende het 
project team opgenomen. Na de itemanalyse 
zijn er twee vragen afgevallen 
(<team_condition_1: Agile methoden zijn 
alleen succesvol als er met een klein 
projectteam wordt gewerkt> en 
<team_condition_2: Een agile team kan 
alleen goed functioneren als minimaal 25% 
van het team competent en ervaren is m.b.t. 
softwareontwikkeling en de gebruikte 
technieken>). De overgebleven stellingen 
vormen een sterke schaal (α=0,796) zie figuur 
23. Teameigenschappen wordt door veel 
respondenten als kritieke factor aangemerkt 










































Neutraal Mee eens Volledig
mee eens
Teameigenschappen
Figuur 22 - Histogram schaal samenwerking klant 
Figuur 23 - Histogram schaal teameigenschappen 
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5.3.4. Groepering 
Om tot verdere inzichten te komen zijn de respondenten opgedeeld in twee groepen. Er is een 
onderverdeling gemaakt tussen respondenten in een managementfunctie (Functioneel manager, 
Product eigenaar en Project manager) en een uitvoerend functie (Analist, Architect, Consultant en 
Ontwikkelaar).  
De dataset is opnieuw geanalyseerd na het splitsen van het databestand op basis van 
bovengenoemde verdeling. De vijf stellingen met het grootste verschil in gemiddelde antwoord 
tussen groep managers en uitvoerend worden besproken. Op basis van een procentuele 
vergelijking worden de verschillen geanalyseerd. 
Binnen de stelling <culture_risk_2: Als het 
management ontwikkelaars aanstuurt d.m.v. 
standaarden en procedures, komen agile 
projecten in gevaar> bestaat het grootste 
absolute verschil in de gemiddelde 
beantwoording. 
Antwoorden op deze stelling zijn gesplitst 
weergegeven in figuur 24. Meer uitvoerenden 
dan managers zien aansturing d.m.v. 
standaarden en procedures als bedreiging voor 
succesvol agile werken. 
 
 
Voor stelling <culture_condition_3: Een 
managementstijl die is gebaseerd op het 
aanmoedigen van samenwerking is bepalend 
voor het succes van agile projecten> bestaat 
tevens een groot verschil. 
De uitvoerenden vinden een aanmoedigende 
managementstijl belangrijker dan de 

































Neutraal Mee eens Volledig
mee eens
Risico: Aansturing d.m.v. 
standaarden/procedures
Uitvoerend Manager
Figuur 24 - Uitvoerenden zien een rigide aansturing als 
een groter risico dan managers 
Figuur 25 - Uitvoerend vs. management over 
managementstijl 
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Bij stelling <personal_condition_5: Alleen als 
teamleden transparant zijn over hun 
werkzaamheden kunnen agile werkwijzen 
succesvol zijn> is een omgekeerd beeld te zien.  
Managers vinden transparantie iets 






Stelling <interrupt_risk_1: Critici van agile 
methoden zijn een reële bedreiging voor de 
succesvolle toepassing van agile methoden> 
laat verschil zien na het splitsen van het 
databestand. 
De uitvoerenden zijn zeer verdeeld (figuur 27). 
De managers neigen meer richting afkeuring 
van de stelling, zij zien de critici van agile 
methoden als een kleiner risico. 
 
 
Tenslotte, in de praktijk een gevoelig 
onderwerp voor veel ontwikkelaars. De 
onderbrekingen tijdens een sprint 
<interrupt_risk_3: Succes van agile projecten 
komt in gevaar als teams gedurende een 
sprint ook ongerelateerde werkzaamheden 
moeten verrichten>. 
De uitvoerenden zien dit als een groter risico 



























Neutraal Mee eens Volledig
mee eens















Neutraal Mee eens Volledig
mee eens
Risico: Andere werkzaamheden 
tijdens sprint
Uitvoerend Manager
Figuur 26 - Managers vinden transparantie van 
teamleden erg belangrijk 
Figuur 27 - Verdeeldheid rondom het risico van critici 
voor agile 
Figuur 28 - Uitvoerenden zien vaker dan managers het risico 
van niet gerelateerde werkzaamheden 
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6. Conclusies en aanbevelingen 
In de probleemstelling van dit onderzoek zijn deelvragen geformuleerd. Met de deelvragen als 
rode lijn komen de conclusies aan bod. 
6.1. Wat is agile softwareontwikkeling 
Softwareontwikkeling is een proces dat zich afspeelt in een complexe omgeving. De onderzoeker 
omschrijft dit proces ook wel als een coöperatief spel wat draait om het verkrijgen van inzicht en 
het oplossen van problemen.  
De markt voor software en daarmee de uitdagingen voor (kleine) organisaties zijn veranderd met 
de komst van het internet tijdperk. De traditionele planmatige methoden van 
softwareontwikkeling sluiten niet goed aan op de veranderde behoeften. In deze omstandigheden 
zijn vanuit de industrie eerdere ideeën gekristalliseerd in de zogenoemde agile werkwijze. De kern 
is vastgelegd in het Agile Manifesto, waarin de waarden en principes achter dit gedachtegoed zijn 
samengevat. Het belangrijkste concept van agile is om vooraf geen denkwerk te doen. Als men dit 
wel doet heeft men gedurende het project immers geen mogelijkheid om bij te sturen bij 
verandering of voortschrijdend inzicht. In de traditionele planmatige ontwikkelmethodieken 
gebaseerd op het waterval model is dit “big design up-front” tot in detail uitgewerkt. Een agile 
softwareproces wijkt hier vanaf, men werkt stap voor stap en stuurt voortdurend bij. 
In de praktijk kunnen agile methoden beter omgaan met de vergrote tijdsdruk, veranderende 
technologie en muterende eisen aan het eindproduct. Voor de beantwoording van deze deelvraag 
is ook de definitie van de term agile voor dit onderzoek relevant (zie §4.2.1). Er zijn zes methoden 
geselecteerd die binnen deze definitie van agile vallen. Een compleet overzicht vindt men terug in 
§4.2.3.  
6.2. Wat zijn actuele agile best practices? 
In de literatuurstudie en het empirisch onderzoek is naar voren gekomen dat de methodes SCRUM 
en XP het meest gebruikt worden. Onder de paraplu van deze methoden vallen best practices, de 
definitie van best practice: 
“Een situatie-specifieke kernachtig beschreven methode, proces of activiteit welke aantoonbaar 
leidt tot betere resultaten in vergelijking met andere werkwijzen. Vaak onderdeel van breed (in 
meerdere organisaties) inzetbare standaard werkwijze of verbeterproces” (Kent; Beck, 2005). 
De best practices van SCRUM en XP vindt men terug in het referentie model (§4.2.3: Tabel 2 en 
Tabel 3). Hoewel deze best practices actueel en agile zijn is enige nuance op zijn plek. Wat voor het 
ene project namelijk een werkbare activiteit is, kan voor een ander project (in een ander bedrijf) 
niets opleveren of juist averechts werken.  
Wat betreft individuele best practices vallen de volgende zaken op; 
Er wordt weinig gebruik gemaakt van pair programming, slechts zestien procent van de 
ondervraagden geven aan hiermee te werken. Wetenschappelijk onderzoek onderstreept 
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meerwaarde van deze activiteit (Williams et al., 2000). Wellicht wordt deze practice weinig 
toegepast omdat twee personen achter een computer een verspilling van mankracht lijkt. 
Refactoring wordt vaker toegepast, 53% van de respondenten geeft aan hiermee te werken. 
Vanuit de literatuur (Lindvall et al., 2002) waarschuwt men voor te grote aanpassingen die afbraak 
doen aan de architectuur van een oplossing. Een manier om dit risico te verkleinen is het schrijven 
en onderhouden van tests die de werking van software controleren. Test-first programming is een 
XP practice die de aanwezigheid van deze tests borgt. 
Organisaties shoppen binnen agile methoden en combineren best practices tot een 
maatwerkoplossing voor hun eigen softwareproces. SCRUM zet de agile principes om in 
werkwijzen voor het sturen van projectmanagement taken. XP is een methode die zich meer 
begeeft op het technische vlak van softwareontwikkeling. Uit het empirisch onderzoek is gebleken 
dat er minder samenhang bestaat in het gebruik van XP practices in vergelijking met SCRUM 
practices. SCRUM practices worden in het algemeen ook meer in combinatie toegepast. Het 
verschil in abstractieniveau tussen de SCRUM (project management) en XP (techniek) kan een 
verklaring zijn voor deze resultaten. 
6.3. Welke problemen lossen agile methoden en best practices op? 
Het doel van dit onderzoek is niet het bewijzen van de positieve resultaten die door toepassing 
van agile methoden te behalen zijn. De onderzoeker distantieert zich van het kiezen voor een 
planmatige of aanpassende werkwijze, dit is afhankelijk van het probleem wat men probeert op te 
lossen.  
Het is in eerder onderzoek bewezen dat organisaties positieve resultaten hebben behaalt na de 
invoering van agile methoden. In het algemeen worden de volgende positieve effecten 
beschreven: 
 Reduceren van de kosten voor het versturen van informatie tussen mensen; 
 Reduceren van de tijd benodigd om van beslissing tot feedback te komen; 
 Het softwareproces aanpassen op de uitdagingen van nu; 
 Sluit goed aan op de behoeften van kleine softwareorganisaties. 
De voordelen zijn in meer detail uitgewerkt in §4.3.5, tabel 10. 
6.4. Wat zijn veelvoorkomende resultaten en problemen die voor kleine 
tot middelgrote organisaties een rol spelen bij softwareontwikkeling? 
De ontwikkeling van software is sinds ontstaan van het vakgebied onderhevig aan problemen in de 
essentie. Brook’s heeft de essentiële pijnfactoren in 1987 benoemd (Brooks, 1987). Software is 
complex, moet conformeren omdat het samenwerkt met andere processen, is veranderlijk en 
moeilijk te vangen in een model (onzichtbaar). Sommige van deze pijnfactoren worden verzacht 
door nieuwe methoden zoals model-driven engineering, formele specificaties en agile methoden. 
De uitdagingen blijven echter aanwezig.  
In veel studies naar softwareontwikkeling en processen komen onderzoekers tot het besef dat 
mensen binnen IT een grotere rol spelen dan de technologie zelf. Dit heeft zijn uitwerking in 
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positieve resultaten maar ook negatieve problemen. Problemen zijn in het referentiemodel 
onderverdeeld naar de categorieën klanten, management & resources, mensen en methoden & 
technieken (zie §4.3.5). 
Kleine tot middelgrote organisaties hebben hiernaast hun eigen set aan uitdagingen. Deze hebben 
te maken met beperkte middelen, een zeer volatiele werksituatie door sterke externe invloed en 
de slechte pasvorm van traditionele methoden van softwareontwikkeling. 
6.5. Wat zijn de voorwaarden en risico’s bij de invoer en toepassing van 
agile methoden en best practices? 
Informatie uit de literatuurstudie is geoperationaliseerd naar negen factoren (zie §5.1.3). 
6.5.1. Bedrijfscultuur 
De organisatie moet klaar zijn voor agile methoden, de invoer is niet zonder risico. De slagingskans 
wordt vergroot als bedrijfsprocessen en cultuur op een lijn liggen met de principes van agile 
methodieken. Een cultuur waarin agile methodes gedijen is organisch en moedigt samenwerking 
aan. Er is ruimte voor het geven van kritiek en feedback.  
Kleine organisaties zijn hier in het voordeel, de hiërarchie is plat en de communicatielijnen zijn 
kort. Deze organisaties zijn (nog) niet gebonden door bureaucratie en standaardisering in de vorm 
van CMMI en/of ISO-certificering. Dit maakt het eenvoudiger om verantwoordelijkheid over te 
dragen aan zelfsturende teams (zie ook §6.5.9). 
Het is gebleken dat de uitvoerenden meer dan managers een aansturing d.m.v. standaarden en 
procedures als bedreiging voor succesvol agile werken zien. Een aanmoedigende managementstijl 
wordt ook als belangrijke factor gezien. Respondenten zijn het er over eens dat een cultuur waarin 
ruimte is voor het geven van kritiek en feedback is cruciaal voor het slagen van agile projecten. 
Eerder wetenschappelijk onderzoek wordt hiermee bevestigd (Nerur et al., 2005) (Pekka 
Abrahamsson, 2003) (Lindvall et al., 2002) (Misra et al., 2009). 
6.5.2. Communicatie 
De onderzoeker heeft voor het empirisch onderzoek de verwachting uitgesproken dat 
communicatie sterk naar voren zou komen in de resultaten. Het is daarom verrassend dat er 
weinig stellingen uit de categorie ‘communicatie’ hoog scoren. Dit zou ook kunnen liggen aan het 
beperkt aantal stellingen onder communicatie of de slechte meetbaarheid van dit vage begrip. 
Eerdere onderzoekers hadden ook problemen met het meten van het belang van communicatie 
voor een agile succes (Misra et al., 2009).  
De stellingen zelf scoren niet hoog, maar communicatie is volgens de onderzoeker wel een 
belangrijke voorwaarde voor agile succes. Juist omdat communicatie een voorwaarde is voor veel 
andere stellingen uit het empirisch onderzoek. Verbeteringen binnen op het gebied van 
‘persoonlijke eigenschappen’, ‘teameigenschappen’, ‘samenwerking klant’ en ‘feedback en 
beslissingsvermogen’ komen zonder communicatie niet van de grond. 
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6.5.3. Feedback en beslissingsvermogen 
De kracht van het werken met agile methodes komt voor een groot deel uit de wendbaarheid die 
een projectteam hiermee bereikt. Om de iteratieve ontwikkelcyclus op gang te houden is het zeer 
belangrijk dat feedback regelmatig plaatsvindt. Een waardevolle vorm van feedback wordt 
mogelijk gemaakt door de regelmatige opleveringen van werkende software. Het is verstandig om 
sprints kort te houden (twee weken tot één maand). Het gaat hier vooral om de feedback cyclus 
tussen de klant (product owner) en het team. Afhankelijkheid van andere teams is geen groot 
risico. 
Respondenten geven aan dat snel beslissingen kunnen nemen cruciaal is voor het succes van agile 
projecten. Kwalitatieve controle op het agile proces kan bijdragen bij het wegnemen van barrières 
voor het optimaliseren van het beslissingsvermogen.  
6.5.4. Ondersteunende middelen 
Over het belang van ondersteunende middelen kan de onderzoeker geen uitsluitsel geven. Vanuit 
de theorie wordt een agile vriendelijke omgeving aangeraden waarbij men bijvoorbeeld moet 
denken aan een open ruimte met whiteboards met mogelijkheid tot pair programming. 
Hiernaast zou het team moeten beschikken over agile tools waarmee de voortgang kan worden 
bewaakt en de voortdurende uitrol van software kan worden bewerkstelligd. Respondenten zijn 
verdeeld over het belang van deze middelen voor een succesvolle agile toepassing. Er is geen 
duidelijk bewijs dat deze omstandigheden van sterke invloed zijn, hiermee wordt een eerdere 
bijzonder bevinding uit onderzoek naar voorwaarden voor agile bevestigd (Chow & Cao, 2008). 
Eerdere resultaten worden ook tegengesproken (Nerur et al., 2005). 
6.5.5. Persoonlijke eigenschappen 
Planmatige methoden richten op verbetering door middel van een groot ontwerp vooraf en een 
strak proces om dit te bewaken. De mensen passen zich aan op deze werkwijze. Agile methoden 
richten op verbetering door het faciliteren van menselijke factoren: moraal, talent, vermogen en 
communicatie. Ieder individu is anders, de nadruk ligt op het na boven brengen van de unieke 
sterke punten van het team. 
De verantwoordelijkheid om het project te sturen krijgen teamleden dus niet zomaar. Uit 
empirisch onderzoek wordt duidelijk dat het management de transparantie van agile teamleden 
erg belangrijk vinden. Met minder controle van bovenaf wordt het zichtbaar maken van voortgang 
en werkzaamheden belangrijker. 
Het nemen van verantwoordelijkheid en het goed kunnen inschatten van werkzaamheden worden 
door respondenten ook als wenselijke eigenschappen gezien voor agile teamleden. Inschatten is 
belangrijk omdat de wensen van de klant (user stories) omgezet moeten worden naar taken. 
Teamleden moeten verantwoordelijkheid nemen omdat het gehele een commitment aangaat met 
de klant om wensen te implementeren en dit in zeer korte tijd tot een werkend geheel te brengen. 
Deze behoefte aan ‘soft skills’ bevestigd het beeld uit eerder onderzoek (Chookittikul et al., 2011). 
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6.5.6. Projecteigenschappen 
De eigenschappen van het project waarin agile wordt toegepast wordt in eerdere studies naar 
agile methoden als belangrijke factor aangemerkt.  
In dit onderzoek is door respondenten alleen de voorwaarde rondom korte projectduur als 
belangrijk aangemerkt. 
De onderzoeker trekt op basis van de resultaten uit het empirisch onderzoek de conclusie dat agile 
methoden door de onderzochte organisaties op diverse softwareprojecten kunnen worden 
toegepast. Hierbij zijn de eigenschappen van het project niet relevant maar de betrokken 
teamleden en belangrijkste stakeholders juist wel. Resultaten van eerder wetenschappelijk 
onderzoek (Lindvall et al., 2002) (B. Boehm & Turner, 2005) (Chow & Cao, 2008) worden hiermee 
tegengesproken. 
6.5.7. Interruptie 
Uit eerder wetenschappelijk onderzoek zijn er aanleidingen gevonden dat interruptie een 
risicofactor is voor het slagen van agile gestuurde projecten. Onder deze factor moet men denken 
aan sabotage door tegenstanders en verstoringen van het team. 
Bij beschouwing van alle resultaten uit het empirisch onderzoek is er geen sterke verband tussen 
deze risico’s en het falen van de agile methode. Groepering laat een ander beeld zien, 
uitvoerenden geven namelijk duidelijk aan dat succes van agile projecten in gevaar komt als teams 
gedurende een sprint ook ongerelateerde werkzaamheden moeten verrichten.  
Er is in een organisatie altijd werk wat niet gerelateerd is aan het project (bijvoorbeeld support, 
calamiteiten of het inschatten voor offertes). Het softwareproces zou zo ingericht moeten worden 
dat het agile team zich kan richten op het werk binnen de sprint maar er toch capaciteit blijft voor 
het afhandelen van interrupties. Een mogelijke oplossing is een roulerende support rol voor één of 
enkele ontwikkelaars. 
6.5.8. Samenwerking klant 
De waarde van agile is het voortdurend kunnen bijsturen op basis van voortschrijdend inzicht. Om 
dit inzicht op te doen en te delen moet de klant in de rol van product owner betrokken zijn tijdens 
het project. Regelmatige goed lopende communicatie tussen het technische team en de 
stakeholders van de klant is hiervoor cruciaal. 
De resultaten van de enquête onderstrepen dat de factor samenwerking klant zeer belangrijk is 
voor het slagen van agile projecten. De klant moet duidelijk aanwijsbaar zijn, communicatie tussen 
team en klant mag niet stroef verlopen. Respondenten geven verder aan dat klanten en 
eindgebruikers gedurende het gehele agile project betrokken moeten blijven. Bevindingen uit 
eerder onderzoek worden hiermee bevestigd (Cockburn & Highsmith, 2001) (Lindvall et al., 2002) 
(B. Boehm & Turner, 2005) (Chow & Cao, 2008) (Misra et al., 2009). 
        
 
  65 
 
6.5.9. Teameigenschappen 
Volgens de theorie moet een team relatief klein zijn (<20 mensen) en uit een diverse mix van 
mensen bestaan. Keuzes tijdens projectverloop worden gemaakt door dit zelforganiserende team. 
Goede samenwerking en vertrouwen tussen teamleden is bij een agile project belangrijk. 
Uit de resultaten van de online vragenlijst komt vooral het belang van de ‘zachte’ 
teameigenschappen naar voren. Een team moet zelfsturend en zelf organiserend zijn. Proactieve 
kennisdeling speelt hier volgens de respondenten een belangrijke rol, zonder wederzijds begrip en 
vertrouwen is dit niet mogelijk. 
6.6. Wat is de weging van de factoren waarop een organisatie zich moet 
richten om agile best practices in te voeren? 
Het antwoord op deze deelvraag is voorbij gekomen in de onderzoeksresultaten §5.3.3 en 
voorgaande paragraaf §6.5. Een korte samenvatting: 
De meest belangrijke factoren zijn samenwerking klant, de juiste teameigenschappen en het 
faciliteren van feedback en beslissingsvermogen. 
Persoonlijke eigenschappen zijn ook belangrijk en zijn sterk gerelateerd met de 
teameigenschappen. De individuen dragen de verantwoordelijkheid om tot een goed eindresultaat 
te komen. 
Rondom de factor communicatie is geen sluitend bewijs, dit heeft naar verwachting te maken met 
een ontoereikend meetinstrument en beperkte scope van deze studie. Communicatie speelt 
volgens de onderzoeker wel een grote rol, omdat het als voorwaarde verweven is met andere 
succesfactoren voor agile projecten.  
Als bovenstaande zaken in orde zijn zou een organisatie zich moeten richten op het agile 
vriendelijk maken van de bedrijfscultuur. 
Als voorgaande voorwaarden en risico’s zijn afgedekt zou een organisatie zich kunnen richten op 
het voorzien in ondersteunende middelen en het beter omgaan met interrupties van het team. 
Het minst belangrijk voor het slagen van agile methodieken zijn de projecteigenschappen. 
6.7. Aanbevelingen 
Bij de getrokken conclusies moet een kanttekening worden geplaatst. Het gebruikte 
meetinstrument (de vragenlijst) is door de onderzoeker zelf ontwikkeld en dus niet geijkt. Zeker 
met moeilijke meetbare begrippen zoals communicatie en cultuur kan dit tot vertekenende 
resultaten leiden. Als poging om deze zwakte weg te nemen heeft de onderzoeker de gang van 
literatuur naar resultaten zo expliciet mogelijk gemaakt (referentiemodel > onderzoeksmatrix > 
stellingen). 
De externe validiteit van het empirisch onderzoek is beperkt doordat gewerkt wordt met een niet 
representatieve steekproef (26 resultaten). Onderzoeksresultaten mogen niet gehanteerd worden 
als hard wetenschappelijk bewijs. Doordat de resultaten zijn getrechterd via een duidelijke scope 
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(zie §5.2.2) kunnen resultaten wel een indicatie zijn van het verband tussen agile succes en de 
kritieke factoren voor een specifieke doelgroep. De generaliseerbaarheid van dit onderzoek kan 
vergroot worden door een herhaling op grotere schaal. Andere onderzoekers kunnen hiervoor de 
gegevens uit de bijlagen gebruiken.  
In dit onderzoek werd duidelijk dat management en uitvoerenden een afwijkende mening hadden 
over bijvoorbeeld interrupties en bedrijfscultuur. Vervolgonderzoek kan zich richten op het beter 
in kaart brengen van deze verschillen. Als extra kan de klantgroep betrokken worden als 
onderzoeksobject. Meer inzicht in de houding t.o.v. agile succesfactoren van deze drie 
stakeholders kan uiteindelijk leiden tot een betere samenwerking. 
Verdiepend onderzoek gericht op één specifieke factor zou tot nieuwe inzichten kunnen leiden. 
Hierbij kunnen factoren aan bod komen waarvoor in dit onderzoek geen duidelijke uitkomsten zijn 
gevonden. 
Er is reden voor aanname dat er een complex samenspel in het gebruik van individuele best 
practices. Met keuze uit veel agile methoden en bijbehorende best practices is het moeilijk om de 
juiste mix te kiezen. Werkwijzen kunnen elkaar versterken of slecht in de context van een 
organisatie passen. Uit empirisch onderzoek is gebleken dat de best practices van agile methode 
XP niet consistent worden toegepast. Welke best practices moet een agile team nu wel of niet in 
combinatie toepassen om het meeste rendement uit de agile werkwijze te halen? Onderzoek naar 
dit samenspel kan interessante conclusies opleveren. 
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7. Reflectie 
In 2006 heb ik mijn technische HBO opleiding software engineering afgerond. Vervolgens ben ik 
meteen binnen dit vakgebied aan de slag gegaan in de rol van softwareontwikkelaar. Na enkele 
jaren ontstond het idee om me verder te ontwikkelen d.m.v. een universitaire studie. 
In 2010 ben ik begonnen met de opleiding Business Process Management & IT aan de Open 
Universiteit (OU). Ik zag het als een mooie kans om meer richting het snijvlak tussen 
managementwetenschappen en informatietechnologie te bewegen. Hoewel het doorlopen van de 
opleiding een stuk zwaarder was dan verwacht, is deze belofte meer dan waar gemaakt. 
De vakliteratuur van BPM&IT bieden handvatten rondom onderwerpen als informatie en proces-
architectuur, bedrijfsprocessen en softwaremanagement. De verplichte schakelvakken gericht op 
wetenschappelijke vaardigheden waren van nog grotere waarde. Door verscherping van 
academische vaardigheden ben ik gesterkt in een kritische en abstracte manier van denken die 
vanuit de wetenschap wordt verlangd. Hiernaast heeft het een vermogen ontwikkeld om de 
resultaten van dit denkproces op een heldere en gestructureerde wijze te communiceren. 
De selectie van een geschikt afstudeeronderzoek heeft enkele maanden gekost. De 
afstudeerkringen geven duidelijke grenzen aan wat mogelijk is binnen de OU. Ik zag dit niet als 
beperking maar een hulpmiddel om sneller tot een geschikte opdrachtformulering te komen. 
Hoewel de vakken rondom managementwetenschappen interessant zijn blijft het ontwerpen en 
bouwen van IT oplossingen mijn grootste passie. Affiniteit met softwareontwikkeling heeft 
vervolgens geleid tot keuze voor onderzoek naar de voorwaarden en risico’s voor agile methoden. 
7.1. Literatuurstudie 
De brede insteek van het literatuuronderzoek leidde als snel tot een enorme hoeveelheid 
leeswerk. Door dit grote aantal en de boeiende inhoud van deze papers is veel tijd gaan zitten in 
het samenvatten en categoriseren van de literatuur. Gelukkig was er beschikking over de juiste 
tools (waaronder Google Scholar en Mendeley) om de literatuur te categoriseren en zo het 
overzicht te bewaken. 
Op aanraden van mijn begeleider heb ik de resulterende gegevens gestructureerd in een 
referentiemodel. De informatie uit dit model kon vervolgens gebruikt worden voor de 
beantwoording van deelvragen en het vervolgonderzoek. 
Uiteindelijke heeft deze fase i.p.v. de voorgeschreven 200 uur meer rond de 300 uur gekost. Als ik 
vooraf de onderzoeksvraag nog beter had ingekaderd was dit wellicht sneller gegaan. Maar juist 
het brede inzicht in de literatuur rondom agile (de methoden, het ontstaan, de voordelen, de 
voorwaarden en risico’s en de uitdagingen in het software proces) waren waardevol om de 
vraagstelling aan te scherpen en een gedegen fundering te leggen voor het empirisch onderzoek. 
7.2. Empirisch onderzoek 
Na het breed uitgevoerde literatuuronderzoek volgde een verdiepend en toetsend empirisch 
onderzoek. Hier lagen de uitdagingen in het bepalen en onderbouwen van de juiste 
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onderzoeksmethodiek. Het boek over methodieken en technieken van onderzoek van Saunders 
was een krachtig hulpmiddel. Hiernaast vond ik het lastig om de enquête zelf goed te ontwerpen. 
Ten eerste moesten voorwaarden & risico’s uit het referentiemodel omgezet worden naar 
meetbare variabelen. Hier heb ik verschillende slagen moeten maken om via de onderzoeksmatrix 
te komen tot het model van kritieke factoren met daaronder meerdere stellingen. Ten tweede heb 
ik als softwareontwikkelaar mijn eigen mening over wat goed werkt of wat juist niet. Het was soms 
lastig om stellingen neutraal te formuleren, zodat eigen inzichten de respons niet beïnvloeden. 
Bij het uitzetten van het onderzoek heeft het enige tijd gekost om de gewenste response te 
behalen. Ik verwacht dat dit voor iedere onderzoeker een uitdaging zal zijn. 
7.3. Rapportage 
Het schrijven van dit afstudeerverslag was een uitdaging. Doordat ik veel aandacht en tijd heb 
gestoken in de mijlpaaldocumenten heeft het niet buitensporig veel tijd gekost om het proces en 
de resultaten vast te leggen. 
Krachtige hulpmiddelen zoals Mendeley en een combinatie van SPSS en Excel hebben geholpen bij 
de verwerking van bronnen en statistische resultaten. 
De grootste hoeveelheid werk zat hem in het trekken van de conclusies en schrijven van de 
aanbevelingen. Deze fase heeft ongeveer de voorgeschreven 80 uur gekost. 
7.4. Dankwoord 
Ik wil mijn dank uiten aan mijn eerste begeleider Paul Oord voor de prettige samenwerking. Het 
regelmatige telefonische contact en de gesprekken op locatie in Heerlen hebben bijgedragen bij 
het bewaken van de focus. Paul heeft me uitgedaagd om het onderste uit de kan halen, dit was 
soms frustrerend maar heeft wel geleid tot een eindresultaat waar ik trots op ben. 
Een masterstudie in deeltijd (naast werk en privéleven) is een grote uitdaging. Ik had veel steun 
aan mijn studiegenoten. Ik wil ze hierbij bedanken voor de kritische houding, de interessante 
discussies en de gezelligheid. Ook wil ik mijn familie en vrienden bedanken voor hun voortdurende 
ondersteuning. Omdat de studie voor mij op de eerste plek kwam, kon ik niet zo vaak bij ze zijn als 
ik had gewild. Nu het einde in zicht is zal dit zeker gaan veranderen. 
ik wil de leden van mijn afstudeercommissie bij voorbaat bedanken voor hun aandacht en kritische 
houding ten opzichte van mijn onderzoek. 
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Bijlage 1: Begeleidende brief 
Geachte lezer, 
Mijn naam is Joris van Houts, momenteel rond ik de masterstudie “Business Process Management 
& IT” af aan de Open Universiteit. Hiernaast ben ik zeven jaar beroepsmatig actief in de 
softwaresector, nu in de functie solution architect bij F19 in Eindhoven. 
Als professional betrokken bij softwareontwikkeling heeft u vast wel eens gehoord van agile 
projectmethodieken. Veel softwareprojecten hebben te maken met een voortdurend 
veranderende werkelijkheid. Methodes zoals SCRUM en XP bieden in dit geval een aanpassend 
alternatief in plaats van een voorschrijvende aansturing van software projecten. 
 Bent u (als projectmanager/ontwikkelaar/consultant/software manager) direct betrokken 
bij een softwareontwikkelproces? 
 Werkt u al enige tijd volgens een agile methodiek of heeft u zonder resultaat geprobeerd 
het “agile ontwikkelen” toe te passen binnen uw organisatie? 
 Zou u deze keuze maken als u in de positie bent? 
 Welke voorwaarden en risico’s ziet u bij de invoer en toepassing van agile werkwijzen in 
het softwareproces? 
Om op deze laatste vraag een antwoord te kunnen geven verricht ik onderzoek naar de bepalende 
factoren voor de toepassing van agile methodes. Onderaan deze e-mail staat een link naar de 
online vragenlijst. 
Het is begrijpelijk dat u de gegeven antwoorden als vertrouwelijke informatie beschouwt. De 
gegevens die u middels deze vragenlijst vrijgeeft worden anoniem verzameld en opgeslagen.  
Het invullen van deze vragenlijst zal 5 tot 10 minuten van uw tijd kosten. 
Mocht u nog vragen hebben of een kopie willen ontvangen van de resultaten. Neem dan contact 
met mij op via e-mail (j.vanhouts@gmail.com) of gebruik de opmerkingen aan het einde van de 
vragenlijst. 
Bedankt voor uw deelname! 
Met vriendelijke groet, 
Joris van Houts 
        
 
 Bijlage 2: Onderzoeksmatrix 75 
 
Bijlage 2: Onderzoeksmatrix 




        
 
 Bijlage 3: Stellingen 76 
 
Bijlage 3: Stellingen 
In deze bijlagen zijn alle variabelen uit het empirisch onderzoek omschreven. De items vanaf 




role_manager Heeft management functie 
agile_knowledge Kennis van agile in jaren 
agile_experience Ervaring met agile in jaren 
FTE Aantal FTE 
annual_turnover Jaarlijkse omzet 






scrum_practice_1 Daily scrum meetings 
scrum_practice_2 Product backlog 
scrum_practice_3 Scrum master 
scrum_practice_4 Scrum teams 
scrum_practice_5 Sprint planning meeting 
scrum_practice_6 Sprint review 
scrum_practice_7 Sprints 
xp_practice_1 40-hour weeks 
xp_practice_2 Collective ownership 
xp_practice_3 Continuous integration 
xp_practice_4 Just rules 
xp_practice_5 Metaphor 
xp_practice_6 On-site customer 
xp_practice_7 Open workspace 
xp_practice_8 Pair programming 
xp_practice_9 Planning game 
xp_practice_10 Refactoring 
xp_practice_11 Simple design 
xp_practice_12 Small releases 
xp_practice_13 Test-first 
other_methods ASD/Crystal/DSDM/FDD 
misc_practices <open vraag> 
culture_condition_1 Alleen door een mensgericht benadering van werknemers kunnen 
agile projecten succesvol zijn. 
culture_risk_2 Als het management ontwikkelaars aanstuurt d.m.v. standaarden 
en procedures, komen agile projecten in gevaar. 
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culture_condition_3 Een managementstijl die is gebaseerd op het aanmoedigen van 
samenwerking is bepalend voor het succes van agile projecten. 
culture_condition_4 Door de rollen van werknemers binnen softwareontwikkeling 
breed te definiëren wordt de slagingskans van agile werkwijzen 
vergroot. 
culture_risk_5 Een sterke hierarchie binnen de organisatie is een bedreiging voor 
het succes van agile projecten. 
culture_condition_6 Een cultuur waarin ruimte is voor het geven van kritiek en feedback 
is cruciaal voor het slagen van agile projecten. 
culture_risk_7 Grote meningsverschillen tussen het management en de 
professionals omtrent de toepassing van agile methoden zijn een 
bedreiging voor het succes van agile projecten. 
communication_condition_1 Een communicatiegerichte samenwerking is bepalend voor agile 
succes. Waarbij face-to-face contact het belangrijkste is. 
communication_risk_2 Een geslaagde toepassing van agile methoden komt in gevaar als 
men door geografische spreiding niet op dezelfde locatie kan 
communiceren. 
communication_condition_3 Een voorwaarde voor een succesvol agile project is effectieve 
communicatie tussen het team en de andere stakeholders. 
feedback_condition_1 Snel beslissingen kunnen nemen is cruciaal voor het succes van 
agile projecten. 
feedback_condition_2 Alleen als een team regelmatig feedback geeft, kan een agile 
project succesvol zijn. 
feedback_risk_3 Een gebrek aan meetbaarheid van de vooruitgang is een grote 
bedreiging voor agile projecten. 
feedback_condition_4 Agile werkwijzen staan of vallen met de regelmatige opleveringen 
van werkende software. 
feedback_risk_5 Een agile project loopt vast als het projectteam afhankelijk is van 
andere teams of individuen om beslissingen te kunnen nemen. 
feedback_condition_6 Kwalitatieve controle op het proces is belangrijk voor het succes 
van agile projecten. 
support_condition_1 Het is erg belangrijk dat het agile team voorzien is van een agile 
vriendelijke omgeving. 
support_condition_2 Ondersteunende technische tools zijn nodig om agile methoden uit 
te voeren. 
support_risk_3 De succesvolle toepassing van agile methoden komt in gevaar als er 
geen ondersteunende software beschikbaar is. 
personel_risk_1 Teamleden die liever alleen werken zijn een risico voor agile 
projecten. 
personal_risk_2 Technici die moeite hebben om helder te communiceren over hun 
werkzaamheden zijn een risico voor agile projecten. 
personal_condition_3 In een agile project is het belangrijk om teamleden te hebben die 
verantwoordelijkheid nemen. 
personal_condition_4 Om met succes agile te werken moeten ontwikkelaars goed 
inschattingen kunnen maken. 
personal_condition_5 Alleen als teamleden transparant zijn over hun werkzaamheden 
kunnen agile werkwijzen succesvol zijn. 
project_condition_1 Om succesvol te zijn, moeten agile projecten binnen korte duur 
(weken tot maand) een werkend resultaat opleveren. 
project_condition_2 De mogelijkheid tot het geven van feedback (het visuele aspect) is 
belangrijk voor projectsucces. 
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project_condition_3 Voor vergrote kans op succes zijn de requirements van een agile 
project bij aanvang onduidelijk. 
project_risk_4 Agile werkwijzen zijn niet succesvol in een project met een strakke 
deadline. 
project_risk_5 Als een project fixed-price is verkocht, is een keuze voor een agile 
projectmethodiek onverstandig. 
project_risk_6 Agile werkwijzen zijn niet succesvol als de scope en featureset van 
tevoren volledig vast liggen. 
interrupt_risk_1 Critici van agile methoden zijn een reële bedreiging voor de 
succesvolle toepassing van agile methoden. 
interrupt_risk_2 Het is onverstandig om de samenstelling van een succesvol agile 
team te wisselen. 
interrupt_risk_3 Succes van agile projecten komt in gevaar als teams gedurende een 
sprint ook ongerelateerde werkzaamheden moeten verrichten. 
customer_risk_1 Zonder duidelijk aanwijsbare klant, kunnen agile werkwijzen geen 
succes worden. 
customer_risk_2 Een stroeve samenwerking tussen het agile team en de klant is een 
groot risico voor een agile project. 
customer_condition_3 Klanten en eindgebruikers moeten gedurende het gehele agile 
project betrokken zijn. 
customer_condition_4 Projectsucces blijft uit als de belangrijke stakeholders geen 
verstand hebben van agile werkwijzen. 
team_condition_1 Agile methoden zijn alleen succesvol als er met een klein 
projectteam wordt gewerkt. 
team_condition_2 Een agile team kan alleen goed functioneren als minimaal 25% van 
het team competent en ervaren is m.b.t. softwareontwikkeling en 
de gebruikte technieken. 
team_condition_3 Het is verstandig om een agile projectteam samen te stellen uit een 
diverse mix van persoonlijkheden en kwaliteiten. 
team_condition_4 Een team moet zelfsturend en zelforganiserend zijn om agile te 
kunnen werken. 
team_risk_5 Juist bij agile projecten is het belangrijk dat teamleden begrip voor 
elkaar hebben. 
team_risk_6 Teamleden die waardevolle kennis liever niet delen zijn een risico 
voor agile projecten. 
 
