Organisations are increasingly faced with the challenge of architecting complex systems that must operate within a System of Systems (SoS) context. While network science has offered usefully clear insights into product and system architectures, we seek to extend these approaches to evaluate enterprise system architectures. Here, we explore the application of graph-theoretic methods to the analysis of two real-world enterprise architectures (a military communications system and a search and rescue system) and to assess the relative importance of different architecture components. For both architectures, different topological measures of component significance identify differing network vertices as important. From this we identify several significant challenges a system architect needs to be cognisant of when employing graph-theoretic approaches to evaluate architectures; finding suitable abstractions of heterogeneous architectural elements and distinguishing between network-structural properties and system-functional properties. These challenges are summarised as five guiding principles for utilizing network science concepts for enterprise architecture evaluation. K E Y W O R D S Abbreviations: SoS, System of Systems; SoI, System of Interest;. * Equally contributing authors. 2 Potts et al. systems of systems, system architecture, networks science 1 | INTRODUCTION Organisations are increasingly faced with the challenge of architecting and realising complex systems that must operate in the context of a System of Systems (SoS), or architecting and realising an entire SoS itself. 1 The Engineering
| System of Systems
The term System of Systems (SoS) is also loaded with ambiguity. A recent review of pertinent publications on SoS Engineering 29 identified the increasingly rich descriptions and classifications used, and noted that authoritative guidance and robust methodologies are still lacking for SoS Engineering. Early thinking by Maier defined an SoS as "an assemblage of components with operational and managerial independence". 30 Maier also postulated that the geographical distribution of a system's parts could be a contributory characteristic, but argued that geographical distribution alone is not sufficient for a system to qualify as an SoS. International standards do not provide much clarity. The draft annex to ISO/IEC/IEEE 15288, System Life Cycle Processes 2015 defines an SoS as a "set of systems for a task that none of the systems can accomplish on its own", echoing Maier's description but adding the notion of some emerging functionality that can only arise through the bringing together of the constituent systems. This point is further reinforced by Boardman and Sauser who set out five key characteristics of an SoS: autonomy, belonging, connectivity, diversity and emergence. 31, 32 The defining separation between a system and an SoS is equivalent to the separation between a component and a system of components-the notion of emergent properties at the aggregate level that cannot be attributed to their parts. Boardman and Sauser say it best: "The distinction lies in the meaning and significance of 'gathering together' -an SoS is much more because its parts, acting as autonomous systems, forming their own connections and rejoicing in their diversity, lead to enhanced emergence, something that fulfils capability demands that set an SoS apart". 31 The draft ISO 21839, Systems of Systems Considerations in Engineering of Systems 2017, similarly places emphasis on emergence as a defining characteristic of an SoS; the emergence of some new capability that none of the constituent systems have. Alternative definitions assert that an SoS is deliberately brought together for the purpose of a goal 34 but this is problematic because evidence for this may be limited (for example, the City of London is arguably an SoS without a designer, purpose or goal). The a priori existence of a common goal also excludes a system of systems for which multiple conflicting goals can be identified, or for which a shared goal changes over time, or only arises after the systems have been established. Other definitions make explicit the evolving nature of the SoS in terms of new systems or services 35 or in terms of a lack of overall control of constituent system development lifecycles. 36 There are also disagreements concerning where SoS engineering should focus, with some arguing it is more concerned with acquisition activity 22, 29, 30, 34, [37] [38] [39] and others arguing it concerns technical engineering issues. 32, 36 The most widely used definition remains that of Boardman and Sauser which is used in this paper alongside a stance that SoS engineering is concerned with more than purely technical engineering issues, including political, economic, social and acquisition considerations.
| System Architecture
System architecture can be defined as "the embodiment of concept, the allocation of physical/informational function to the elements of form, and the definition of relationships among the [system] elements and [between a system and its] surrounding context". 40 Other views of architecting suggest its role is as a precursor to engineering design and that architecting largely defines the subsequent functionality of the system. 7, 8 International standards and architecture frameworks instead suggest a broader remit for systems architecting activity, implying that it is conducted for a number of purposes; including to promote stakeholder understanding, to make design or investment decisions, or to conduct capability analysis. [41] [42] [43] [44] [45] [46] [47] Within traditional lifecycle models it is the concept development stage that corresponds to most systems architecting activity 48 although clearly architectures may be updated, and serve a myriad of purposes, throughout a system's lifecycle. There are several architecture frameworks currently in use: "conventions, principles and practices for the description of architectures established within a specific domain of application". 45 Architecture frameworks can be used to guide an architect by creating several views, or perspectives, on the SoI for this purpose, such as NATO Architecture Framework (NAF) 49 or Ministry of Defence Architecture Framework (MODAF). 41 This manuscript adopts a view of systems architecting as activity conducted intensively towards the start of an SoI lifecycle in order to support stakeholder understanding, investment decisions and design decisions that largely determine the subsequent functionality of the SoI. An architecture thus captures the concept, functions, form and relationships of the SoI in a format that can used to enable a shared understanding and support decisions about the SoI.
| Context
With working definitions presented, our focus can turn to contextualising the problem of assessing complex SoS architectures. The case studies analysed below are used to exemplify the exploration of complex SoS architecture evaluation. To contextualise the problem, consider an organisation faced with an Invite To Tender (ITT) for the upgrade of a system that operates as part of an SoS. The upgraded system, the SoI, may be complex and the SoS of which it is part may also be complex. Several challenges are inherent to such a scenario; whether to bid for delivery of such a system; how to characterise design challenges for the SoI (e.g., boundary definitions); how to make good design decisions that will determine the subsequent functionality of the SoI; and, potentially, how to evaluate and select one of several candidate architectures. If an organisation utilises systems thinking to assist in the characterisation of such challenges they are likely to maintain a broad and diverse perspective during the early phase design process. [50] [51] [52] This work aims to explore the extent to which a graphical representation of an architecture can be useful in such a situation. The next section introduces the real-world use cases considered in the remainder of the paper.
| USE CASES
This work makes use of two real-world enterprise architectures originally created and validated by Thales, and chosen as representative of real-world SoS architectures featuring a diversity of entities and relationships. In both of the use cases described below, the architecture is modelled as a directed, unweighted graph where architecture entities are represented as nodes (termed vertices) connected by links (termed edges) representing of interdependencies or relationships. 53, 54 
| Search and Rescue Generic Architecture
Our first use case is a Search and Rescue (SAR) NATO Architecture Framework (NAF) based architecture, developed by Thales in order to inform systems architecture training and help the development of NAF v4. 55 The SAR Use Case can be considered an SoS; the overall ability to rapidly locate and recover distressed vessels in changing and adverse environmental conditions depends on the ability of the diverse constituent systems, acting as autonomous agents, to co-ordinate in order to fulfil a capability demand that none can achieve alone. It is only in bringing together a diverse collection of systems that a timely and effective SAR operation can be conducted over a large geographic area covering both maritime, coastal and in-land deployments.
A directed graph was constructed using several Architecture Views (AVs) from the SAR architecture; Capabilities, Services and Logical Nodes (from logical views in NAF, not to be confused with nodes from graph theory) were modelled as vertices with relationships between them modelled as unweighted directed edges. Logical nodes include rotary and fixed wing assets for recovery and search, SAR asset control and places of safety (for example hospitals) and the relationships modelled include communication channels, taskings and command and control. Services include messaging services, recovery services and situational awareness services along with how the services contribute to each other and depend on logical nodes. The capabilities include the capability to detect, locate, recover and communicate effectively and relationships include how capabilities depend on each other, contribute to services and depend on logical nodes.
A table was created listing the ID and type of each architectural entity involved in a set of AVs, and the source and target entities involved in every relationship between these entities; the AVs employed were: Architecture Concept Diagram, C1 Capability Taxonomy, C3 Capability Dependencies, C1-S1 Capability to ServiceMapping, S1 Service Taxonomy, L1 Node Types, L2 Logical Scenario and L3 Node Interactions. It should be noted that the terms modelled are not independent of each other. In NAF, services contribute to capabilities, and capabilities are contributed to by nodes. SAR presents significant challenges to an architect, e.g., the heterogeneity of entities (air, land and maritime assets) and acquisition cycles which strain interoperability and intervention, compounded by geographical and environmental challenges. The table of relationships, known as an edge table, was imported into Gephi which is an open source software for exploring and manipulating networks and was used to visualize the resulting network. 56 Analysis of the network was undertaken by importing the same edge table into Python and using the NetworkX package to calculate various network metrics. 57 Edge weights could be added to model the relative importance of relationships and interactions, with values taken from NAF AVs themselves (if explicitly represented there) or from expert opinion, for example using some estimate of system importance. 58 However, in the absence of data on the relative significance of the relationships between architectural entities represented by network edges, they were treated here as unweighted.
| Tactical Military Communications Enterprise Architecture
Our second use case is a tactical military communications enterprise architecture (MComms), created in accordance with the Ministry of Defence Architecture Framework (MODAF), to enable Thales and the customer to have a shared understanding of the complex environment within which a tactical military communications solution would have to interoperate. The tactical military communications architecture describes the challenge of enabling effective tactical communications between soldiers. The tactical military communications enterprise architecture can be considered to be an SoS; the overall ability for a soldier to be able to communicate effectively (via voice and data, on a network with sufficient security, availability and integrity) with a range of other actors in adverse environmental conditions (including adversarial electronic counter measures) over a large and contested geographical region depends on the ability of the diverse systems and agents that make up the SoS, which form their own connections in order to fulfil the capability demand that none can achieve alone. The MComms SoS was brought together to enable secure and timely end-toend communications and information services between deployed soldiers and other actors in the land environment on a geographically distributed battle-field. Again, while several communication systems, services and software can fulfill parts of this purpose in isolation, it is only in the joining together of several of these diverse elements that overall effective communications can be delivered to soldiers. Further, the joining together of these systems is non-trivial (different technologies, processes, agents, and personnel are challenging to integrate) and requires an additional layer of management to form and sustain the overall SoS.
Several entities from the enterprise architecture were modelled; Systems, Services, Functions, Artifacts (components), Software and Capability Configurations, which were modelled as vertices. Specifically, from the following AVs an edge table of relationships was created and interrogated in the same way as for SAR use case; AV-1 Overview and Summary Information, StV-2 Capability Taxonomy, StV-4 Capability Dependencies, SOV-1 Service Taxonomy and SOV-5 Service Functionality. 56, 57 The relationships between these entities were modelled as unweighted directed network edges.
| THEORY
This section introduces and defines the graph-theoretic topological properties used to explore the SoS architectures.
This section aims to make these concepts and terms less opaque for systems engineers who may not be familiar with graph theory or network science concepts.
| Vertex-level Topological Properties
A graph, G , is made up of vertices, V , some of which are connected by edges, E , where G = (V , E ). Graphs can either be directed, where an edge i j connects vertex i to vertex j , but not vice versa, or undirected where edges are considered to be bi-directional connections. The degree of a vertex is the number of edges incident to that vertex. A graph's average degree characterises the connectivity of a typical vertex and hence the average connectivity of the graph as a whole. The average shortest path length (or characteristic path length), l G , of a graph G is given below, where N = |V | is the number of vertices in G and d (i , j ) is the geodesic distance between nodes i and j , i.e., the number of edges in the shortest path between vertex i and vertex j , assuming d (i , i ) = 0 and d (i , j ) = 0 if j cannot be reached from i . 59
The characteristic path length of a graph can be used to characterise efficient resource flow in the graph where a shorter average path length indicates that resources, information, energy, etc., can flow through the network relatively easily.
The Clustering Coefficient of a graph, C , quantifies the probability that vertices i and j are connected, given that i and j are both directly connected to a shared neighbour vertex k . The Clustering Coefficient can be calculated globally (for the whole graph) as the proportion of connected triples in the graph that form two sides of a connected triangle. C = 3 × no. triangles no. connected triples (2) There are several approaches to identifying which entities in a graph are the most 'important', with different approaches defining the term 'important' in different ways. This paper concentrates on a few commonly used approaches. For a more detailed review of topological measures of significance, the interested reader is directed to Newman 59 , Guzman et al. 60 , Scott 61 .
A simple approach to characterising the importance of networked entities is to simply consider the entity's degree.
Vertex degree could be considered an indication of vertex importance in the sense that highly connected entities have greater influence than those entities that are less well connected. The in-degree of a vertex is defined as the number of incoming connections incident on it, while out-degree is defined as its number of outgoing edges. The In-Degree Centrality of a vertex, i , is defined as the fraction of the graph's vertices from which edges arrive at i , whereas the Out-Degree Centrality of i is defined as the fraction of the graph's vertices to which edges depart from i , both normalised with respect to the maximum possible degree in a simple graph, N − 1.
The Closeness Centrality of a vertex represents its average distance to every other node in the network, measured in terms of shortest paths. The Closeness Centrality, C C (i ), of a vertex i is the reciprocal of the sum of the shortest path distances from i to all other N −1 vertices in the graph (3) . A normalized version is used here to enable comparison between the use cases which have a different number of vertices, multiplying the Closeness Centrality by the sum of the minimum possible distances, N − 1.
Closeness Centrality is thus a measure of importance in terms of which entities are the most central in the architecture, and consequently closest to the other vertices. For a system architect, Closeness Centrality could be used to identify entities in the architecture that, if removed, would have a large impact on the average Closeness Centrality of the architecture, as a proxy for cohesiveness of the architecture. As other authors have noted 62 , there are practical problems with using Closeness Centrality as a measure of vertex importance. Where no path exists between two vertices, i and j , d (i , j ) is undefined. Treating the path length in such a case as zero artificially inflates the centrality of i and j . Treating such a path length as effectively infinite prevents the calculation of a defined value for Closeness Centrality for i and j . For both of the architectures considered here, the directed nature of network edges and the tree-like structure of (parts of) the networks ensure that paths do not exist between many pairs of vertices. The impact on the Closeness Centrality metric means care must be taken when using it as a proxy for vertex importance.
An alternative approach, recommended by Boldi and Vigna, but rarely used within the systems community, is to if there is no path from i to j ).
A similar approach to Closeness Centrality is to examine importance in terms of the change in the sum of distances between vertex pairs, if the vertex in question were removed. 63 The Closeness Vitality of vertex i , CV (i ), is calculated as the difference between the Wiener Index (the sum of the lengths of the shortest paths between all pairs of vertices, in effect the total shortest distance for graph G ) of the graph with vertex i removed, I W (G \{i }), and the Wiener Index of the graph without the vertex removed, I W (G ). Important entities can thus be identified as those whose removal would increase the geodesic distance between vertices.
An alternative approach to considering importance as geometric closeness, is to consider importance to be associated with enabling communication between many entities. The Betweenness Centrality, BC (i ) of a vertex i is the number of shortest paths in the graph that pass through vertex i and is given below where N is the set of vertices in graph G , σ(s, t ) is the number of shortest paths between vertices s and t , and σ(s, t |i ) is the number of those shortest paths that pass through some vertex i .
A further approach to characterising the importance of a vertex, i , is to consider the well-connectedness of its neighbours, which involves considering the well-connectedness of the neighbours of these neighbours, etc. How to calculate this recursive definition of importance? Consider a population of random "walkers" traversing the network.
At each step, each walker picks a random edge leaving their current vertex and follows that edge to a new vertex. Over time, the initially randomly distributed walkers will come to be distributed across the network in a way that favours well-connected nodes, i.e., those that are adjacent to many well-connected nodes. The Eigenvector Centrality, x i , of a vertex i captures this intuition, and is defined below:
where A is the adjacency matrix of the graph G (the adjacency matrix is a square matrix representing the graph G , where a i ,j = 1 if vertex j is connected to vertex i and a i ,j = 0 otherwise) and λ 0 is a constant.
For an architect, the Eigenvector Centrality may be a more suitable measure of importance of an entity in an architecture than simply looking at degree since it highlights influential vertices in terms of their location within the network. The directed acyclic nature of the networks used to represent the two use cases presents challenges in the use of Eigenvector Centrality. Namely, vertices that have no in-coming edges have a null Eigenvector Centrality score, as do vertices whose only in-coming edges are from null scoring vertices. Katz Centrality is a similar measure but that deals with this issue by allocating each vertex an initial positive value of centrality. The Katz Centrality for vertex i is
where A is again the adjacency matrix of the graph G with eigenvalues λ, with parameter β controlling the initial centrality.
There are several other measures related to Eigenvector Centrality, such as Google's PageRank measure which identifies important web pages and Hyperlink-Induced Topic Search (HITS) hub and authority score but these are not discussed in detail here. Instead an interested reader is directed to Newman 64 .
| Graph-level Topological Properties
Further topological measures of significance can be explored at the graph level (corresponding to the level of the SoS as a whole). The first is the density, D , of the directed graph,
where |E | is the number of edges in the graph and N = |V | is the number of vertices in the graph.
Density is a simple measure of how densely connected the directed graph is, where a value of D = 1 corresponds to a graph for which every possible connection between vertices is present. Density considerations could be useful in evaluating two competing complex SoS architectures as a higher density solution may have a greater integration challenge, or a greater dependency management challenge, but could, perhaps, enjoy greater resiliency.
Another SoS-level analysis involves considering a directed graph's strongly connected components. A strongly connected component is a set of a graph's vertices where, for every pair of vertices, i and j , in the component, there exists a path from i to j and a path from j to i . 65 In other words, if every vertex in a component is reachable from every other vertex it is strongly connected. Determining a graph's strongly connected components can reveal a core and periphery structure in a directed graph. This may assist the overall understanding of an SoS, helping identify how sub-systems interact with one another. The identification of strongly connected components may also help identify where to apportion responsibility, boundaries, or internal and external dependencies. This approach has the potential to identify a set of nodes as making up a network's core or periphery. it contrasts with node-level analyses that attempt to identify core nodes or peripheral nodes based on their individual properties (e.g., some measure of centrality). 66 A similar idea to the identification of strongly connected components is the identification of communities within a graph. A community may be described as a set of vertices that are more strongly or more frequently connected to each other than to other vertices in the network. There are numerous algorithms and approaches to community detection and the interested reader is directed to Fortunato 67 . For the complex SoS architectures explored here it could be important for an architect to identify communities in order to partition the SoS into sub-systems. The "modularity of the partition", Q , has been suggested as a measure of how good a particular division of a network into communities is. [68] [69] [70] Q is defined as the fraction of edges that fall within the identified communities, minus the expected value of the same quantity if the edges were randomly assigned. Thus, a particular identified community structure can be evaluated as significant if there are more within-community edges than would be expected by random chance, corresponding to a non-zero Q . A value of Q = 0 would correspond to a partitioning with no more significant community structure than would be expected at random. To calculate Q , first calculate the fraction of the edges in the network that each connect a pair of vertices from the same community,
where δ(c i , c j ) is 1 if c i = c j and 0 otherwise and the number of edges in the network is E . By randomly rewiring the network, but preserving the degrees of vertices, the probability of an edge existing from i to j is k i n i k out j /E , where k i n i is the in-degree of i , k out j is the out-degree of j , and E is again the total number of edges in the network. Q is then given by
We have presented several vertex-level and graph-level properties that can be used to quantify the importance of an entity or set of entities in a complex SoS architecture. However, each focuses on different interpretations of how importance manifests itself. Clearly, some of these properties will be more suited to some architectures than others, but the point here is that care must be taken to understand what the property means in the context of the system or SoS when it is modelled as a graph. A brief summary of the concepts discussed in this section is shown in table 1. Similarly, graphical models have also been suggested as an approach to assess SoS architectures in a quantitative manner 75 , where architectures could be evaluated in the early phase of their design for their ability to meet mission goals. The work has resulted in a recommended methodology that uses mission goals to represent resources, operations, stakeholders and policies relevant to an SoS and assigns these mission goals to mission threads (suggested to be represented as sequence diagrams) which can be used to evaluate the ability of different architectures to meet the mission goals. The methodology recommends developing executable architectures that can be tested for their ability to meet the mission goals before a commitment is made to the engineering design of the SoS architecture. The authors stop short of detailing how the graphical models can be constructed for architectures, however, and the focus is instead on a framework to be fleshed out later with further use cases.
| APPLYING NETWORK SCIENCE TO SYSTEMS ENGINEERING
Such work often seeks to build on the success of networks approaches to representing large-scale design products, engineering products and engineering projects. [76] [77] [78] [79] [80] A range of network science techniques have been used including, inter alia, explorations of edge density, clustering coefficients, and assortativity. Similarly, Design Structure Matrices (DSM) are frequently used in the product and engineering design community and also provide a means of representing a system as a network, allowing network science concepts, including measures of system complexity or evaluations of system modularity to be applied. [81] [82] [83] Alternative frameworks exist within systems engineering to model a complex system as a graph and are centered on extensions of DSM and Domain Mapping Matrices (DMM) which are used together to create an Engineering System Matrix (ESM). 13, 84 In an ESM a graphical model of a system is created by modelling system elements (which include system drivers, stakeholders, objectives, functions, objects and activities) as vertices and the relationships between them as edges. The ESM approach also includes modelling of the temporal domain through the inclusion of which entities and relationships 'exist' at various time steps. The ESM approach explores several topological metrics of the resulting graph in an effort to characterise a complex system in order to support decisions such as where to exert influence in the system to make the most improvements or to determine which parts of the system are more important than others. The author highlights challenges in the collection and the mapping of the data in order to construct a graphical model of the project (for example relying on qualitative interviews to establish relationships between some entities). Several topological assessments were made from the resulting graph at different times; number of vertices, number of edges, average degree, average path length and clustering coefficient. What the number of vertices and edges tell an observer about a systems engineering project is not explored. The work uses average shortest path length to suggest a means to select candidate system configurations, considering a system with a shorter average path length to be potentially more desirable.
The ESM has been used to model a malaria surveillance SoS as a graph. The subsequent graph has then been analysed to attempt to determine the most influential constituent systems in an effort to aid decisions around investment of effort. 16, 85 The process and architecture domains of a healthcare SoS were modelled, using a weighted DSM for the system components, a weighted DMM for the processes, and captured dependencies between the two for an overall DSM. The influence of each constituent system is given by the product of three variables; an environmental risk factor, the sum of weights for the processes that the constituent system contributes to, and an architecture attribute. The architecture attribute could be given by a common centrality measure, such as Betweenness, Closeness or Eigenvector Centrality taken from the graphical model created using the adjacency matrix of the overall DSM. In the health surveillance SoS there was little agreement between the different architecture attributes (Closeness, Betweenness and Eigenvector Centrality) and the authors stopped short of providing guidance over which attributes should be used in different scenarios. The results of the analysis on the surveillance SoS 16, 85 suggested that intervention efforts should be centred around a small number of constituent systems as these have a significantly greater influence in the overall SoS than others.
Graph-theoretic approaches have also been used to identify potential bottlenecks in an SoS. 15 and what the maximum performance of the manufacturing SoS could be. The use of such an approach requires that the problem at hand is concerned with throughput and that the complex system or SoS architecture can be adequately modelled as a network that transports some resource from a source to a sink. Although the example used for a complex SoS architecture is a simplified manufacturing network, the justification that such a system is an SoS is not provided, nor is it determined how well a typical SoS can be modelled as a network with resources passed between sources and sinks. The work does highlight that there is potentially a wealth of theorems within graph theory that could assist the architecting of a complex SoS. This paper starts from a different modelling perspective to the work above. Instead of using a DSM or MDM, or creating a new application-specific abstraction based on system entities, a graphical model is constructed directly from Architecture Views created in accordance with an Enterprise Architecture Framework. Rather than analysing synthetic architectures this work uses two real-world architecture products. Our work explores the extent to which the metrics and methods described in the sections above can be usefully exploited in each case and highlights the challenges inherent with taking such an approach. We summarise our findings by suggesting five guiding principles for the effective mobilization of networks concepts for complex SoS architectures.
| RESULTS

| Vertex-level Topological Properties Results
From the edge tables created for each use case architecture described in section 2, above, we calculate a range of To examine the level of agreement between the various concepts, every correlation between the topological measures of significance was calculated for both architectures (table 2) . While the results shows some similarity between specific measures (noting that Betweenness and Load Centrality are different implementations of the same measure, while Katz Centrality is directly related to Eigenvector Centrality) but also indicates the lack of significant correlations between others for both architectures. The only significant correlation for both architectures is between Harmonic
Closeness Centrality and Eigenvector Centrality/Katz Centrality and between Closeness Vitality and Betweenness
Centrality. A more detailed survey of correlations between topological measures of significance in published work has been conducted before 86 Closeness Centrality and Eigenvector Centrality, the lack of correlations between other similar measures reduces con-fidence that either of these concepts convincingly identify the most important entities. Overall, trying to determine which architectural entities are the most important for each architecture is inconclusive, largely due to the nuanced assumptions underpinning each particular measure. This point is discussed further in the next section.
| Graph-level Topological Properties Results
At a more aggregate level of consideration, the edge density for each of the two architectures is calculated and shown in table 3. It is possible to compare the density values of two competing architectures in order to gain an idea of the likely integration, interface and dependency management challenges associated with an architecture solution as part of an architecture evaluation process. Here, we see that while both architectures do not exhibit a high density of connections compared with a complete graph, the SAR architecture is nearly an order of magnitude more connected than the MComms architecture, demonstrating greater interconnectivity between architectural entities for SAR.
The two use case architectures are then visualised. Figures 2 and 3 show each architecture as a directed graph, architecture shows which systems interact, which systems provide functionality, which software they use, and how they contribute to capability. For the MComms use case, an architect may be specifically interested in the three systems with the largest degree as they appear central to enabling capability through functions and services. As expected, these three systems correspond to a secure deployable broadband voice, data and video communications system, a secure deployable tactical radio system and more interestingly, a system for interfacing between the tactical radio system and other deployable systems, suggesting these three systems are central to the SoS capability. The SAR architecture appears to be largely hierarchical ( figure 3) with entities tending to connect to other entities of the same type. In the SAR use case, an architect may again be specifically interested in the high degree vertices or perhaps where entities are connected to those of a different kind. We discuss challenges with the visual interpretations of networks in the next section.
A community detection algorithm is then used to identify community structure within each architecture, potentially offering an alternative perspective on its structure or modularity. Several algorithms are available to detect communities within a network, where a community is a grouping of vertices that have particularly strong connectivity to each other but relatively weak connectivity to vertices outside the group. Here, Blondel et al.'s algorithm 88 was used to determine communities of vertices in each of the two use case networks.
Applying the community detection algorithm to a complex SoS architecture provides an approach to partitioning the architecture into functional units (although it should be noted that the MComms architecture includes 32 isolated vertices, each comprising an individual "community"). The SAR architecture was partitioned into five communities, and the MComms architecture into nine non-trivial communities, both with an uneven distribution of node types. A visual interpretation of the MComms architecture suggests some potentially interesting groupings of architectural entities.
One such relevant community is the grouping of software and functions (originally distributed among the purple and green vertices on the left hand side of figure 2) and another is the collection of the high degree system discussed earlier (the secure deployable broadband voice, data and video communications system) grouped together with several functions, capabilities, artifacts and a service (shown in the teal community in figure 2 ). This teal community supports the earlier visual interpretation of this system as a potential particular area of focus for this architecture. Interestingly This appears to make sense, and may be something that is neglected or overlooked in a 'divide and conquer' approach to system development. However, as we discuss later this assessment requires some caution.
Next, we examine the strength of the communities detected within each use case, using Q , the modularity of the partition. For SAR, Q = 0.422 and for MComms, Q = 0.544, suggesting that the communities detected within both architectures are more significant than would be expected at random (values over 0.3 are typically taken to be significant in the literature). One could therefore argue that the non-trivial communities detected within each architecture offer an alternative approach to partitioning or grouping entities, which as shown in figures 2 and 3, does not correspond with the architectural entity type.
The strongly connected components within each architecture are then calculated. A network perspective can enable the identification of the core and periphery of the architecture by examining the strongly connected components of the graph. While this analysis suggests a clear core and periphery structure for the SAR architecture, this structure is not present in the MComms architecture. For the SAR use case the largest strongly connected component includes 22% of all the vertices, with a second, smaller, strongly connected component accounting for 17% of the total entities. Thus, the SAR architecture could be partitioned into a core of two separate components that together account for over one third of the architectural entities. For the MComms use case, however, there are only three non-trivial strongly connected components, the largest of which contains just 4% of the architectural entities. Combining all three strongly connected components only accounts for 6% of the architectural entities. Note that the reason that the strongly connected components are not larger in the MComms use case is related to the "tree-like" (relatively acyclic) nature of the network and, consequently, the many instances in which a pair of vertices are only connected in one direction.
| DISCUSSION
There is potential for the results of graph-theoretic analysis to be misinterpreted due to the nuanced nature of the modelling choices used to create a graph from an architecture, where care must be taken with network concepts.
Although it may be tempting to use network measures, such as Closeness Centrality, to identify the seemingly most important or influential entities in an architecture, we have seen the lack of significant correlations between such measures. Consider an SoS represented by a directed graph for which there is no single large connected component.
The theory section noted that Eigenvector Centrality can struggle to accurately reflect the importance of various architectural entities if they are in a directed acyclic graph, as with the two use case architectures here. Although in this work it is found that Katz Centrality strongly correlates with Eigenvector Centrality (table 2) As a further example, consider Betweenness Centrality, which might be employed to identify important vertices in a network by quantifying their role in allowing influence to flow between different parts of the network. Crucially, Betweenness Centrality assumes that edges are more important in a network when they have more potential to allow novel information to propagate through the network. Determining whether such an assumption holds for (some part of) a complex SoS architecture is not straightforward and the answer may be specific to a particular use case or even part of that use case (e.g., in the case where one part of the architecture concerns physical assets organised in a communication network, while another part concerns overall management or administrative functions).
Although visualising and examining the structure of these complex architectures, in terms of their connectivity, may uncover patterns that help architects to understand how their SoS operates, or how they may be able to leverage interventions into their SoS, it is again an area where care must be taken. Even a simple visual interpretation of networks can be misleading, with different layout algorithms telling different visual stories that can be interpreted in different ways by different stakeholders, a challenge further magnified by the plethora of algorithms available for graph visualisation. 89 The analysis used here deals with a static view of the system based on an enterprise architecture.
In taking a static representation of the SoI it is difficult to examine if any emergent properties will be present in the SoI, and future work should investigate how a network perspective could inform or predict the presence of this property by moving towards dynamic analysis.
Network approaches are also available to offer alternative partitions of a system architecture using community detection algorithms. However, the modularity of such a partition, to evaluate the presence of this structure, does not evaluate how 'correct' or 'useful' the suggested communities are. To do so, a qualitative assessment of the communities detected is required. For both architectures, not all identified communities make sense from the perspective of an architect seeking a useful partitioning of functional units. While an identified community within the SAR architecture that includes all of the Command and Control (C2) functionality (the C2 capabilities and the tactical C2 operational node) along with the co-ordination service (the teal community in Figure 3 ) might seem sensible, an identified community within the MComms architecture that includes several external systems and seemingly unrelated artefacts and capabilities is harder to interpret, requiring considerable further effort. The modelling approach used here does not distinguish between different kinds of energy, information, or material flows present in an architecture, instead representing all flows as an edge between vertices, leaving the subsequent community detection algorithm and detection of strongly connected components with the impact of this heterogeneity as a blind-spot when suggesting suitable partitions of an architecture. Finally, the suggestion of a 'core' and 'periphery' structure within the network model, is dependent upon the modelling choices used to create the network model from the architecture and also on our definition of a 'core' in terms of strongly connected components, which may neglect more contextually significant indications of architecture structure.
That the two use cases considered here are each a complex SoS presents a compounding challenge arising from the diversity of stakeholders that are likely to interact with the architectures. The architectures are likely to be interpreted and perceived in different ways by a diverse stakeholder community, including potential customers. Such diverse stakeholders are unlikely to have the same consideration of what makes an architectural entity important, influential, or a valid member of some 'community' or partition. Beyond the conceptual problems outlined above, a more practical challenge involves acquiring and interpreting sufficient information to build an effective network model, The next section proposes further work intended to progress the ability of systems architects to make use of networks approaches in the face of the issues described here.
| FURTHER WORK
Edge weights and further vertex properties could be added in order to model the differences between different types of network entities and between different types of relationships between these entities or to distinguish the differing importance of interactions or entities within the architecture. If edge weights were included in the modelling, a network perspective could enable exploration of resource flow challenges through the architecture, whether material, information or energy, by including resource constraints as edge weights. Such an analysis may assist in identifying bottlenecks or entities that provide redundancy. Analysis of this kind may support the evaluation of architecture alternatives or different architecture configurations.
One can imagine for the SAR use case evaluating alternative architecture configurations by considering "what if" scenarios for different communication equipment deployments on distressed vessels and rescue vessels, using edge weights to represent delay, cost, or bandwidth constraints between equipment's. In this way, an architect can explore if some architecture configurations have bottlenecks, not just in the communications network, but in the overall system, by considering information flow from the distress vessel to the co-ordination service operator in accordance with a relevant mission thread. However, correctly modelling the information within an architecture as edge weights underpins the utility of such an analysis, and was thus not pursued in this work which sought to bring to light the challenges in taking a network perspective on an architecture created using an architecture framework.
Similarly, for the MComms use case, one can imagine supporting a trade off analysis again examining bottlenecks in fulfilling capability requirements with current systems by including edge weights representing resource constrains such as bandwidth and security classification between different software, services and systems, in order to help the customer and potential suppliers understand where intervention efforts may be most useful. Edge weights may also enable more confidence to be placed in assessments of which entities in an architecture are most important, by including a greater level of fidelity in assessment of "closeness". then Closeness Centrality can identify those entities that are more central in the architecture. However, even in such a case, comparison with other centrality measures will contextualise and thereby strengthen this analysis, and architects should be cognisant of the implicit modelling assumptions that underpin these metrics, so as to avoid potentially being misled.
Combine quantitative and qualitative assessment.
Further to principle two, any system architect hoping to utilize a "network perspective" should temper the results of numerical analysis with a qualitative assessment. Simply because a set of enterprise architecture entities have strong connectivity between them, even taking into account inter and intra set connectivity, does not guarantee it makes logical sense to treat them as one distinct architectural "module" or "unit". The same is true of exploring if a "core" and "periphery" structure dominates, or if one architecture is more "complex" than another using one particular measure of complexity. Thus, architects may well make use of network science analyses to examine the structure of their architecture, but they should temper these results with their own qualitative evaluation.
Maintain awareness of modelling depth.
Any graph-theoretic approach to architecture evaluation should explicitly reflect on the modelling assumptions that underpin their findings. Whilst this task is conceptually challenging, it is a necessary one to avoid misunderstanding or placing overconfidence in some numerical analysis. Simply put, makes this architecture more robust or resilient than another?", or "where is there more merit in considering this diverse and rich architecture at a greater level of abstraction or a more fine-grained level of detail?", or even "what is it about this architecture that led us to towards the toolbox of network science?". As graph-theoretic approaches continue to mature it will remain important to critically assess the nature of the questions that they are capable of answering.
| CONCLUSIONS
In this paper we have taken a networks perspective on SoS architecture analysis in order to explore the potential for this approach to inform architecture design and selection, and also to highlight a series of challenges that need to be addressed if the approach is to be useful for system architects.
While several network measures may have relevance to architectural design and evaluation decisions, we argue that issues with interpreting network-theoretic properties pose challenges that interfere with their utility. Two real- A range of simple networks metrics were applied to the two use case networks, real-world enterprise architectures, in an attempt to identify key entities and assess gross structural organisation. Given the diversity of, e.g., measures of vertex significance and community detection, it is challenging to either select particular measures (which may supply partial or idiosyncratic results) or, alternatively, apply a wide range of measures (which will typically disagree in ways that require careful analysis), without first considering what such measures correspond to in the real-world architecture.
Graph-theoretic approaches provide an alternative approach to exploring and understanding a complex SoS, by representing it as a graph and examining this graph's structure, but critically this structure is the modelled graph- by developing guiding principles for the effective mobilization of network concepts to architecture evaluation, system architects can better take advantage of these tools. Further, in bringing to light the challenges system architects are faced in taking a network perspective on their architectures, they are better able to avoid being misled by some numerical analysis that lacks contextual awareness.
Instead of using network analysis as an off-the-shelf tool for empirical analysis and decision support in the design of SoS architectures, we advocate a more contextual approach in which network analysis is employed as one of many perspectives that can be taken on an architecture, one that may reveal insights that would otherwise be overlooked, but also one that requires cross-validation against more qualitative or systems theoretic perspectives that may do a He has given invited keynote lectures in London, Paris, Athens, Melbourne, Madrid, Granada, and Tokyo.
TA B L E 1 Summary of network concepts.
Network Concept Description
Characteristic Path
Length
The length of the shortest path between two nodes, or average of all such lengths for a graph. Characterises efficient resource flow in a graph where a shorter average path length indicates that resources can flow through the network relatively easily.
Clustering
Coefficient
Quantifies the probability that two vertices are connected, given that they are both directly connected to a shared neighbour.
Degree Centrality
The degree centrality for a vertex is the fraction of a network's nodes that it is connected to.
Closeness Centrality
Closeness Centrality of a vertex represents its average distance to every other node in the network, measured in terms of shortest paths. Measure of importance in terms of which entities are the most central in the architecture, and consequently closest to the other vertices.
Harmonic Closeness
Centrality
Harmonic Closeness Centrality removes the impact of undefined path lengths between vertices that can hinder the use of Closeness Centrality by taking the sum of the reciprocal of the shortest path distances.
Closeness Vitality
Impact of removing a node on a network's characteristic path length.
Betweenness
Centrality
The Betweenness Centrality of a vertex is the proportion of shortest paths in the graph that pass through the given vertex. Important entities are those which enable connectivity between many entities.
Eigenvector
Centrality
Eigenvector Centrality suggests influential vertices in terms of their location within the network, where influential vertices are those that are adjacent to many well-connected nodes.
Katz Centrality Similar to Eigenvector Centrality but by assigning each vertex an initial value of centrality the issue of vertices that have no in-coming edges have a null Eigenvector Centrality score, as do vertices whose only in-coming edges are from null scoring vertices, is removed.
Density
Proportion of pairs of network nodes that are connected. Could assist in evaluating competing architectures as a higher density solution may have a greater integration challenge, or a greater dependency management challenge, but conversely could enjoy greater resiliency.
Strongly Connected
Components
If every vertex in a set of vertices is reachable from every other vertex in the set, the set is a strongly connected component. Strongly connected components may reveal a core and periphery structure in a directed graph.
Community Structure A community can be described as a set of vertices that are more strongly, or more frequently, connected to each other than to other vertices in the network. There are several algorithms for community detection. Table of Pearson's correlation coefficients (R 2 ) between centrality measures for two use cases: SAR (d.f.=39) (below the leading diagonal) and MComms (d.f.=233) (above the leading diagonal); *p < 0.05, **p < 0.01, and ***p < 0.001, otherwise R 2 values are not significant. 
TA B L E 2
