Dear KV, Whenever my team reviews my code, they always complain that I don't check for return values from system calls. I can see having to check a regular function call, because I don't trust my co-workers, but system calls are written by people who know what they're doing-and, besides, if a system call fails, there isn't much I can do to recover. Why bother?
Pointless Returns
Dear Pointless, While you may think that those people who write operating systems are programming gods and goddesses who live on a higher plane, I can tell you from close experience that you're dead wrong. One of the first rules of programming, one that they seem to leave out of most programming courses, is TRUST NO ONE! The person who wrote the system call you're calling has long since collected a paycheck for the code you're working with and is, if they're lucky, working on something else.
The real fact of the matter is that return values and error checking are there for a reason. No one can ever anticipate all the possible ways in which a piece of code could be used. So, if programmers are smart, they have written and clearly documented (hint, hint) all the possible ways in which their routines could fail and have made sure to return a reasonable error value to the caller.
It turns out that not checking return values is a very common error in software. You're coding along and you think, "Well, if this fails the system is horked anyways, so I might as well ignore the return value, as it's not going to matter." What about when you want to debug a horked system? If you put in a place for the return value to live, then when you're sitting there, too tired to think at 2 a.m., staring at your debugger, you can just find out what the return value was. Otherwise, you have to add that variable, recompile the system, and check again. On systems where getting to the error condition takes hours, or days, putting proper error checking in ahead of time can save you a lot of headaches.
As a quick aside, I have to agree with those who say that excessive error checking makes code uglier. It's clear this problem has not been solved because every decade we have a new way to represent an error check. Once upon a time it was if/then clauses, then we added exceptions, now most languages have try/except clauses. None of these seems to satisfy. If someone can point me to something that doesn't make my code run off the side of my screen, I'd like to know what it is.
Back to the main point. Think of checking return codes as a form of safety belt. Sure, you may not get in an accident today, but you'll feel really stupid if you wind up flying through the windshield.
KV
Dear KV, I just joined a company building a large Web services platform and I'm working with its QA group. My current job is to write unit tests for the system and hook them into our nightly regression suite. A lot of the kode jockeys on the team complain that my tests are pointless and that I'm just wasting my time. These koders don't actually write tests themselves, so how do they know? I'm getting a bit tired of being hammered on by these guys. Do you write tests or do you just code? How do you know that the test you write is good? The real meat of your question could take far more time to answer than I have here, so I'll give a short lesson in what I personally consider to be good test creation. Perhaps the easiest set of tests to create, and the ones I think most koders are familiar with, are the tests you write after someone has discovered you've made a slight… well, let's call it a mistake, to be nice. You simply go through the bug database and create a test for every bug that exists, hook them into an automated harness of some sort, and away you go. This is a deceptively easy way to make yourself look good in front of your boss. You have a large body of work to point to, and you can show that the product doesn't break in the way that it broke before. It's my belief, and I know that others disagree, that these kinds of tests ought to be written by the koder fixing the bug, instead of by someone outside of the koding team. You broke it? You fix it! You test it! You make sure it damn well doesn't break again, period. Unfortunately by my giving that work to the koders, I've taken the work away from the QA team. Sorry.
I'm not exactly sure, from your letter, what the problem is that your co-workers see in your tests, but I can tell you the things that irk me when I have worked with test teams in the past. The first of these is silly test syndrome (STS, for short). STS is usually caused by managers who still believe in measuring work by lines of code, as opposed to the quality of work. These managers demand that everything be tested, without ever looking at what should be tested, or at weighing risks. So, what happens is that the QA team goes off and beavers away writing a test for every possible knob in the system, starting from some arbitrary point A and working until the product ships. Eventually the tests become so cumbersome that they take all night to run, and they rarely turn up any nasty issues. The reason this is ineffective is that the QA team is not allowed to use their brains, an important asset, to write tests that will find the bugs that will be the worst for the users of the system. Avoiding STS requires a few things. It requires a brain, which I believe you have, because you managed to write to me. The second thing it requires is a working relationship with the people designing and implementing the system. You have to be able to ask questions so that you can direct your efforts at the riskiest areas. It makes little sense to test a library interface that does something simple and well understood when there are 10,000 lines of experimental, or just plain weird, code that is the company's secret sauce, which also needs to be tested. The last thing that is required to avoid STS is a manager, or management chain, that understands what it means to do good tests. If you're working for one of these LOC (lines of code) folks, you're at a disadvantage and you'll have to work around them to get good tests written. After a few months, though, writing good tests will pay off because you'll be the person in the group finding the most, and nastiest, issues.
The other thing that irks me, and that might be the source of your co-workers' complaints, are random tests, scattered around, that are not coherently organized. I'm a strong believer in good test harnesses. Make it easy for coders to write tests and they'll write them for you; they'll even run them before they ship the code. If your tests are sitting in your home directory, and require a lot of setup, you can forget getting any help working with them. Tests should not be one-offs; they should be part of a system, just like the software that you're testing. So, if either you have STS or your tests are just bits and pieces, you know why your co-workers are complaining. In my experience the skills required to write good tests are somewhat different from, but just as worthy as, those required to write good code. For the most part it takes brains, curiosity, and a penchant for breaking things to write good tests. Q
