A fully automatic framework is presented for identifying symmetries in structural descriptions of digital circuits and CTL* formulas and using them in a model checker. The set of sub-formulas of a formula is partitioned into equivalence classes so that truth values for only one sub-formula in any class need be evaluated for model checking. Structural symmetries in net-list descriptions of digital circuits and CTL* formulas are formally defined and their relationship with the corresponding Kripke structures is described. A technique for automatic identification of structural symmetries is described that requires computation of the automorphism group of a suitable labeled directed graph. A novel fast algorithm for this problem is presented. Finally, experimental results are reported for BLIF-MV net-lists derived from Verilog.
Introduction

Temporal model checking algorithms [CES86,BCL
¦ 94] typically explore the states of a non-deterministic finite state machine that represents the system under scrutiny. A major bottleneck is the exponential number of states that need be explored. This is commonly known as State Space Explosion. Among the techniques being developed for countering this problem are partial order methods, abstraction, compositional approaches, and symmetry reductions. Symmetries abound in hardware circuits, distributed algorithms and concurrent programs.
Emerson and Sistla [ES96] and Clarke et al [CEFJ96] show how symmetries in Kripke structures and CTL* formulas allow the construction of a smaller sized quotient structure such that the formula need be verified only for the quotient. In both works, symmetries are specified by hand by the designer. Emerson and Sistla [ES95] have developed theory for using symmetries with fairness constraints. Gyuris and Sistla [GS97] have developed an on-the-fly model checker that utilizes symmetries under fairness. Emerson, Jha and Peled [EJP97] have combined partial orders and symmetries. Symmetries have also been shown to speedup transistor-level verification [PB97] .
Ip and Dill [ID96] use symmetries for speeding up verification of safety properties using explicit techniques for designs specified in a guarded command language. They propose augmentation of the language itself by introducing a new data type with syntactic constraints for sets of fully symmetric variables called scalarsets. A major drawback of scalarsets is that important and standard specification languages such as Verilog and VHDL cannot be modified easily.
Our work is distinguished from previous work on several counts. First, we provide a framework for identifying symmetries automatically. Second, we formalize the notion of structural symmetries in net-list descriptions, show how they relate to those in Kripke structures and present effective algorithms for automatically identifying them. Third, we show how symmetries in the formula itself can be used with or without quotient structures to expedite model checking. [ES96] present a generalization of Theorem 3. However, their theory is built for Kripke structures derived from systems of communicating isomorphic processes, the set of atomic propositions being the set of shared variables. In our terminology, it amounts to assuming § v X and a single initial state. We now develop a generalization of their result so that it is applicable to Kripke structures derived from net-list descriptions.
For a CTL* formula , let be the set of its maximal propositional subformulas. Let q U i º be the multi-output boolean function 
Structural Symmetries
In Section 3.2, we saw how knowledge of groups
would help us partition sub-formulas of a CTL* formula into equivalence classes. In Section 4, we saw how knowledge of the same group 
Characterizing a BLIF-MV Circuit
We model a BLIF-MV circuit as a five tuple 
is the set of primary outputs and input ports of tables and latches, except those for initial values for latches. And¨
is the set of all primary inputs and all output ports of tables and latches.
Each port is associated with a domain. Let
be the boolean function specified in its table that corresponds to the output produced at
. This function takes an ordered list of input ports as its arguments. It could be non-deterministic. The interconnection signals 
Graphs for BLIF-MV Circuits
One problem with the definition of structural symmetries in the previous section is that the third condition cannot be expressed in purely graph theoretic terms. However, we can augment the graph so that there is a 1-1 correspondence between structural symmetries and automorphisms of the graph. This allows us to leverage results from computational group theory developed for identifying graph automorphisms.
First, label each vertex in¨ that does not correspond to any BLIF-MV circuit? If so, we can focus on the remaining groups to solve the canonical state problem. However, the answer is negative [Man97] . Second, how hard is it to identify scalarsets? A scalarset is an automorphism of the graph § ß such that the automorphism can be written as a product of disjoint transpositions. Note that § ß
is not an arbitrary directed graph. It has been derived from a valid BLIF-MV circuit. See [Man97] for a simple proof that the problem is as hard as graph isomorphism.
Graphs for CTL* Formulas
To compute m need be computed only once for a given circuit. However, computing group intersections is as hard as graph isomorphism [Hof80] , though polynomial time algorithms do exist for special cases.
A simpler approach is to join the two graphs corresponding to for all initial states, the modified model checker can start offering new formulas to the designer, whose truth value can easily be deduced, as described in Section 3.1. 
Computing Automorphisms
, and (c)
. The set of edges of a graph or its labeling function play no role in the definition. A bipartition is a unipartition if
. It is simply a partition of the set of vertices ae into disjoint non-empty sets. A bipartition
. We denote this relationship by ð ¶ ö
. We also say that¨is coarser than 
, which itself is a bipartition. Let § ae t % be a directed labeled graph with labeling function 
Branch and Bound Algorithm
Pseudo-code for the algorithm is given in Figure 1 
