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MODEL-DRIVEN ENGINEERING (MDE)
promotes the systematic use of models as rst-class abstractions throughout the software development life cycle. This lets developers leverage abstraction by shifting development focus from thirdgeneration programming-language code to design models expressed in domainspeci c modeling languages. The objective is to increase productivity and reduce time to market. MDE does this by enabling the development of complex systems using models de ned with concepts that are much less bound to the underlying implementation technology and much closer to the problem domain. Several model-driven platforms and tools can simplify and automate many steps of MDE. Commercial tools such as Rational Rhapsody Design Manager, Enterprise Architect, Visual Paradigm, and MagicDraw have enabled the adoption of MDE for developing complex software systems in key industrial domains including automotive manufacMany tools are more suitable for drawing rather than for industry needs.
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turing, avionics, and railways, and in other embedded applications. According to recent studies, industry adoption of MDE can improve productivity, maintainability, and traceability by exploiting the artifacts that MDE helps produce. 1,2 (Such artifacts include domain-specific modeling languages, model transformations, code generators, and models for testing and simulation or simply for team communications.)
Even though current modeling tools provide features that can simplify and automate many steps of model-based development, obstacles to the wider adoption of MDE technologies still exist. 3 In particular, to deal with software systems' growing complexity, it's necessary to enforce consistent reuse and leverage the interconnection of the modeling artifacts that are produced and consumed during the different development phases. To deal with this, tool vendors have been investing in the development of model repositories that enable collaborative modeling and let team members check out, commit, and update software models. This is similar to what happens with source code development that's supported, especially for complex systems, by version control systems.
Here, we describe recently proposed model repositories. Each supports specific needs-for example, collaborative modeling (see the sidebar for a hypothetical case), the ability to use different modeling tools in software life-cycle management, tool interoperability, increased model reuse, or the integration of heterogeneous models. We don't directly consider aspects such as model versioning and conflict handling because we see them as problems and activities that occur at a higher abstraction level. The repositories we consider in this article are similar to cloud storage services such as Dropbox and Google Drive. Such systems don't directly offer advanced conflict management features, which additional or external services might provide by properly using and extending these system's public APIs.
Opportunities and Challenges
Support for discovering and reusing modeling artifacts is currently limited. So, developers often must redevelop similar metamodels, transformations, code generators, and other model management systems from scratch. This increases the upfront investment and compromises modelbased processes' productivity benefits.
Opportunities
Consequently, the availability of advanced model repositories can be the key to success, providing many opportunities. Here we discuss just some of those opportunities.
A community of users. Multitudes of developers and users can share models and tools, thus enabling their adoption and extension by other users. So, as typically happens with open source projects, developers can apply more agile processes to develop models collaboratively.
The availability of certified models for verification and validation. Especially for business-critical software, the need for trusted modeling artifacts is more pressing than ever. Typically, starting development with repositories of certified models will enhance new model-based tools' intrinsic quality and ease the difficult tasks of verification and validation.
The availability of modeling artifacts for learning purposes. Modeling can be difficult, usually requiring experienced modelers and domain experts. Existing models represent valuable know-how. They capture domain insights and knowledge that could help new modelers become familiar with relevant modeling patterns and practices typically employed in the specific business context.
Tool interoperability or heterogeneity. To develop and manage complex software systems, developers often must use different tools to create and manage models at different abstraction levels, in heterogeneous formats. Such tool misalignment is a great obstacle to interoperability. Developers can overcome this obstacle by using common repositories to store and retrieve developed artifacts by means of standardized APIs.
Collaborative modeling. Some modeling environments inhibit collaborative modeling, thus preventing teams of technical and nontechnical stakeholders from working together (in a distributed environment) to specify and evaluate alternative representations of their problem domain. This is mainly because modeling environments typically are desktop based and can manage only locally stored modeling artifacts. Online repositories let modelers collaboratively work on and share modeling artifacts.
Traceability. A common repository permits the creation and maintenance of easy-to-use cross-links relating a comprehensive range of heterogeneous artifacts produced at different stages of the software life cycle. This influences the adoption of advanced repositories and is important in assessing the impact of different types of changes.
Challenges
Although repositories' bene ts have been widely recognized, they haven't yet been achieved because tools must overcome the following technical and nontechnical challenges.
Technical challenges. The rst technical challenge is management of different kinds of modeling artifacts. Most model repositories provide persistence options to models only. So, they don't support reusability of other modeling artifacts and tools such as modeling editors, model transformations, and code generators.
The second challenge is advanced query mechanisms, which are crucial for retrieving artifacts accord-
AN EXAMPLE OF COLLABORATIVE MODELING
Modeling environments such as MagicDraw (see the main article) let modelers locally download models stored on teamwork servers, edit the models, and then commit the changes.
For example, suppose two UML modelers at different sites want to contribute to the speci cation of the same model. Figure A shows the process. First, Modeler 1 creates a model consisting of the class Mouse and its attributes and operations. She commits the completed model to the model repository that her business unit uses.
Modeler 2, who works in the same business unit as Modeler 1, checks out the model from the repository, thus creating a local copy of the model. He changes the model to introduce a singleton design pattern but doesn't properly specify the pattern. After editing the model, he commits the changes to the repository.
Modeler 1 refreshes the working copy of the model by merging the changes Modeler 2 made. She corrects the model by properly specifying the singleton design pattern that Modeler 2 introduced. She then commits the model to the repository.
Like MagicDraw, most modeling tools adopt a pessimistic scheme. That is, modelers can lock speci c model fragments to prevent other modelers from accessing those fragments and possibly making con icting model changes. However, other systems such as GenMyModel (see the main article) provide online collaborative features that are becoming familiar and widely used via popular software -as -a -service tools such as Google Drive and Apple iCloud. 
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ing to different criteria. For instance, you can search for models by considering the corresponding metamodels, domain type, or development phase. To do this, you can exploit some tagging mechanisms or even query the repository (or part of it) by means of logical predicates (for example, using the Object Constraint Language). The third challenge is to support modeling as a service (MaaS). Modeling and model management tools are commonly distributed as software packages that must be downloaded and installed on client machines, often on top of complex software development IDEs (for example, Eclipse). This can be a burden, particularly for nontechnical stakeholders with average IT skills. So, it's necessary to have cloudbased installations of model repositories and provide the possibility to remotely use the stored modeling artifacts over the Internet.
The fourth challenge is extension mechanisms. Model repositories should provide core functionalities and extension mechanisms that let developers build applications to manage new kinds of modeling artifacts and provide additional services.
The fth challenge is federation of model repositories. Each organization might have private repositories that can interact with public ones to retrieve publicly available modeling artifacts. So, federation mechanisms must be able to
• seamlessly aggregate modeling artifacts with respect to speci c access and licensing policies and • ensure business entities that they'll still own the produced modeling artifacts while bene ting from the use of other model repositories.
An issue that's orthogonal to these challenges is scalability. In particular, as MDE is increasingly applied to larger, more complex systems, current model management technologies are reaching their limits. We need a new line of research to achieve scalability and enable efcient management and persistence of models larger than hundreds of megabytes, to cope with industryscale artifacts.
Nontechnical challenges. The rst nontechnical challenge is incentives to share modeling artifacts. Several public model repositories exist. However, keeping them alive and soliciting contributions from user communities is dif cult, especially because each business entity might not see any bene t from sharing its artifacts. So, we need reward mechanisms that motivate users to share their artifacts.
The second challenge is licensing related to the shared artifacts. The intellectual property of the shared artifacts must be managed. Similarly to what occurs with open source software, it's necessary to identify, assess, enforce, and infer licensing schemes under which modeling artifacts are uploaded and maintained in model repositories.
The final challenge is guidelines to manage the sharing of artifacts and to control their quality. Users who would like to reuse artifacts in repositories need guarantees that those artifacts satisfy the quality requirements defined for them. To this end, the sharing phase must be controlled such that uploaded artifacts are analyzed and tested before becoming available to other users.
An Overview of Model Repositories
Recently, numerous repositories have been proposed from both industry and academia. Establishing how many (active) repositories are currently available isn't easy, especially because, as we mentioned before, keeping a model repository growing and operational is dif cult. In addition, modeling artifacts are often stored in repositories that were originally used in adjacent domains such as enterprise architecture. Here, we provide an overview of the most representative repositories (see Table 1 ), in the context of the technical challenges we discussed before.
In many cases, the information in this section came from the websites listed in Table 1 .
Rational Rhapsody Designer Manager lets modelers collaboratively work on design models. To that end, it provides Web-based access to a repository by enabling a number of model management operations-for example, storage, distribution, and advanced query mechanisms.
We need reward mechanisms that motivate users to share their artifacts. Enterprise Architect is a design and analysis tool for different modeling languages, including UML, SysML (Systems Modeling Language), and BPMN (Business Process Modeling Notation). It covers software development from requirements gathering to analysis, model design, testing, and maintenance. It's a Windows-based graphical tool that lets users share projects in teambased and distributed development environments.
Visual Paradigm is a modeling tool for UML 2, SysML, and BPMN. It enables collaborative modeling and includes a model repository and mechanisms for con ict detection and resolution.
MagicDraw is a modeling tool that supports different development stages and enables teamwork support for pessimistic version control. (For more on pessimistic version control, see the sidebar.) It also includes reverse-engineering mechanisms, database schema modeling, and datade nition-language generation.
Modelio is an open source modeling environment supporting several standards, including UML 2, BPMN 2, SysML, and TOGAF (The Open Group Architecture Forum). It provides a centralized database for storing models, managing model consistency rules, and storing traceability links.
GenMyModel lets users edit diagrams in the cloud through an online modeling tool. Currently, the tool supports the speci cation of UML 2, owchart, database, and Ecore models. The modeling editor also lets users share models with other system users or on social networks.
CDO (Connected Data Objects) has a three-tier architecture that supports client applications based on EMF (Eclipse Modeling Framework). The system includes a central model repository server that can store data on different kinds of back ends such as relational databases, object databases, and le systems.
EMFStore is an operation-based version control system for EMFbased models. It provides change tracking, con ict detection, and merging and versioning of models. It also enables repository mining for data extraction.
MORSE (Model-Aware Service Environment) aims to create modelaware services and components for SOA (service-oriented architecture). 4 It supports the services and components with a repository in which the SOA models reside. MORSE also supports services and processes integrated with model-aware services such that the entire process manages and transmits the traceability information.
The ModelBus framework lets users build seamlessly integrated tool environments for software development. It allows the integration of heterogeneous tools for the entire development life cycle, including custom-made and proprietary tools. With speci c adapters, users can connect tools to ModelBus, letting them share data through models and share functionality through services.
AMOR (Adaptable Model Versioning) supports mechanisms to leverage version control techniques in MDE. 5 It aims to achieve precise con ict detection and resolution. It considers knowledge about the modi cations the models have undergone during their evolution and about the modeling concepts' semantics.
ReMoDD (Repository for ModelDriven Development) 6 ReMoDD developers are working on an API to enable external tools to retrieve artifacts from the repository directly and are working on a Web interface. GME (Generic Modeling Environment) is a con gurable toolset that lets users create domain-speci c modeling and program synthesis environments. Models that are specied by means of the developed modeling environments can be stored in a model database or in XML format.
It's becoming crucial to investigate agile ways to share, reuse, integrate, and cross-link modeling artifacts.
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MDEForge, which we and our colleagues at the University of L'Aquila developed, 7 aims to
• provide a community-based modeling repository, which underpins the development, analysis, and reuse of any kind of modeling artifact, not limited to just models; • support advanced mechanisms to query the repository and find the required artifacts; • enable the adoption of model management tools as software as a service; and • be modular and extendible.
MDEForge consists of services that can be used through both Web access and APIs that enable their adoption as software as a service (see Figure 1 ). In particular, core services enable the management of modeling artifacts-transformations, models, metamodels, and editors. On top of such core services, users can develop extensions to add functionalities.
T
o enable a wider adoption of MDE in the near future, it's becoming crucial to investigate agile ways to share, reuse, integrate, and cross-link modeling artifacts. Even though several model repositories and collaborativemodeling tools are already available, several issues still must be satisfactorily addressed. One outstanding issue is the management of the licensing and intellectual property of the shared artifacts, owing to the legal and commercial difficulties involved. This crucial aspect, if not solved, would prevent all the potential opportunities that the adoption of collaborative-modeling instruments could enable.
