This paper addresses the issue of how to best execute the schedule in a two-phase scheduling decision framework by considering a two-machine flow-shop scheduling problem in which each uncertain processing time of a job on a machine may take any value between a lower and upper bound. The scheduling objective is to minimize the makespan. There are two phases in the scheduling process: the off-line phase (the schedule planning phase) and the on-line phase (the schedule execution phase). The information of the lower and upper bound for each uncertain processing time is available at the beginning of the offline phase while the local information on the realization (the actual value) of each uncertain processing time is available once the corresponding operation (of a job on a machine) is completed. In the off-line phase, a scheduler prepares a minimal set of dominant schedules, which is derived based on a set of sufficient conditions for schedule domination that we develop in this paper. This set of dominant schedules enables a scheduler to quickly make an on-line scheduling decision whenever additional local information on realization of an uncertain processing time is available. This set of dominant schedules can also optimally cover all feasible realizations of the uncertain processing times in the sense that for any feasible realizations of the uncertain processing times there exists at least one schedule in this dominant set which is optimal. Our approach enables a scheduler to best execute a schedule and may end up with executing the schedule optimally in many instances according to our extensive computational experiments which are based on randomly generated data up to 1000 jobs. The algorithm for testing the set of sufficient conditions of schedule domination is not only theoretically appealing (i.e., polynomial in the number of jobs) but also empirically fast, as our extensive computational experiments indicate.
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Introduction
There are two types of stochastic flow-shop scheduling problems traditionally addressed in the OR literature [1] , where one is on stochastic job and the other is on stochastic machine. In a stochastic job problem, each job processing time is assumed to be a random variable following a certain probability distribution. With an objective of stochastically minimizing the makespan (i.e. minimizing the expected schedule length), the flow-shop problem was considered in articles [2] [3] [4] , among others. In a stochastic machine problem, each job processing time is a constant, while each job completion time is a random variable due to machine breakdowns or other reasons of machine non-availability. In [5] (in [6, 7] , respectively), a flow-shop problem to stochastically minimize the makespan (the total completion time) was considered.
In this paper, we address another type of scheduling problem frequently encountered in realistic situations when it is hard to obtain a reliable probability distribution for each random processing time. In particular, we consider the following non-preemptive two-machine flow-shop problem with a scheduling objective to minimize the makespan. There are n ≥ 2 jobs J = {J 1 , J 2 , . . . , J n } to be processed by two machines M = {M 1 , M 2 } with the same machine route: (M 1 , M 2 ). Each job J i ∈ J has to be processed first by machine M 1 (without preemption), and then by machine M 2 . All the n jobs are available for processing at time-point t 0 = 0. Each of the processing time p ij of job J i ∈ J by machine M j ∈ M may take any real value between a given lower bound p L ij and upper bound p U ij . In such a case, there may not exist a single schedule that remains optimal for all possible realizations of the processing times. For a solution to this problem, we seek a minimal set of dominant schedules (such a solution concept was introduced in [8] ).
Let C i (π) denote the completion time of job J i ∈ J in the schedule π, and let C max denote a minimization of the schedule length C max (π): C max = min π∈S C max (π) = min π∈S {max{C i (π) | J i ∈ J}}, where S is the set of all feasible schedules containing at least one optimal schedule for the makespan criterion. By adopting the three-field notation introduced in [9] 
(1)
We note that the uncertainties of the processing times in problem F2|p L ij ≤ p ij ≤ p U ij |C max are due to external forces while in a scheduling problem with controllable processing times the objective is both to set the processing times and find an optimal schedule (see, e.g., articles [10] [11] [12] [13] ).
Our approach was originally proposed in [8] and developed in [14, 15] for the C max criterion, and in [16] for the total completion time criterion, C i . In particular, the formula for calculating the stability radius of an optimal schedule (i.e. the largest value of simultaneous independent variations of the job processing times for the schedule to remain optimal) has been provided in [8] . In the work of [16] , the stability analysis of a schedule minimizing the total completion time was exploited in a branch and bound method for solving the job-shop problem Jm|p In [17] , for a two-machine flow-shop problem F2|p L ij ≤ p ij ≤ p U ij |C max sufficient conditions have been identified when the transposition of two jobs minimizes the makespan. Article [18] addresses the total completion time in a flow-shop with the interval processing times. In particular, a geometrical algorithm has been developed for solving the flow-shop problem [19] is devoted to the case of separate setup times with the criterion of minimizing the makespan or the total completion time. Namely, the processing times are fixed while each setup time is relaxed to be a distribution-free random variable within a given lower and upper bound. Local and global dominance relations have been identified for such a flow-shop problem with two machines. In [14, 20] , the necessary and sufficient conditions were proven for the case when a single schedule dominates all the others, and the necessary and sufficient conditions were proven for the case when it is possible to fix the optimal order of two jobs for the makespan criterion with the interval processing times.
In this paper we will show how to use a minimal set of the dominant schedules obtained in the off-line scheduling phase (before the schedule execution) to best execute the schedule in the on-line phase by taking advantage of the on-line information on each uncertain processing time, where each uncertain processing of an operation will become realized at the completion of the operation. To demonstrate the strength of our approach, we also conduct extensive computational experiments for randomly generated problems F2|p L ij ≤ p ij ≤ p U ij |C max with n jobs from the range [10, 1000] . This paper is organized as follows. Section 2 is on definitions, notations and preliminary results. Section 3 provides an example to illustrate the main ideas used in the on-line scheduling phase. The definition of a dominant set of schedules is given in Section 4. Two cases will be considered in this paper on when the realized values of the uncertain processing times are available in the on-line scheduling phase. Sufficient conditions for schedule domination are proven in Sections 5 and 6, respectively, for the on-line scheduling phase corresponding to each of the two cases. Sufficient conditions for schedule domination in the off-line scheduling phase are proven in Section 7. Computational results for randomly generated instances are given in Section 8. We conclude with Section 9. C max , which is polynomially solvable due to Johnson [21] . Let S = {π 1 , π 2 , . . . , π n! } be the set of all permutations of the n jobs from set J:
Preliminaries

Problem
Set S, with a cardinality of |S| = n!, defines the set of all permutation schedules. (In a permutation schedule, all jobs go through the machines from set M in the same order defined by this permutation.) From [21] , it takes O(n log 2 n) time to construct a
for 1 ≤ k < m ≤ n, and this permutation defines an optimal schedule to problem (2) . In other words, inequalities (2) are sufficient for the optimality of permutation π i ∈ S but not necessary for the permutation optimality.
We note that the set S of all permutation schedules defined above is the dominant set of schedules for problem F2 C max [21] . Since preemption is not allowed in problem F2||C max , each permutation π k ∈ S defines a unique set of the earliest job completion times From Definition 1 it follows that set S(T) contains at least one optimal schedule π k ∈ S(T) ⊆ S for any given feasible vector p ∈ T of job processing times: In [15] , the necessary and sufficient conditions have been identified for job J i ∈ J to precede job J w ∈ J in S(T), i.e., there exists at least one Johnson's permutation of the form π k = (s 1 , J i , s 2 , J w , s 3 ) ∈ S for any feasible vector p ∈ T of job processing times, where s i means a subsequent (possibly, empty) of jobs from set J. To facilitate our presentations of these conditions (and other results proven in Sections 4-6) we construct a partition J = J 0 ∪ J 1 ∪ J 2 ∪ J * of the n jobs defined as follows:
where J 0 , J * , J 1 , and J 2 may be empty. Since for each job
, p k1 and p k2 are not only constants but equal: p k1 = p k2 := p k . Sets J 1 and J 2 are defined in such a way that both inclusions J 1 ⊆ N 1 and J 2 ⊆ N 2 may hold for any vector p ∈ T of job processing times (sets N 1 and N 2 are those used in Johnson's rule). The jobs in set J 0 may be either in set N 1 or N 2 regardless of any realization of the vector p ∈ T of job processing times. The jobs in set J * may be either in set N 1 or N 2 depending on the realization of the vector p ∈ T of job processing times. The following claim has been proven in [15] . 
Note that if condition (3) Due to Theorem 1 if for a pair of jobs J i ∈ J and J w ∈ J at least one condition from (3) to (5) 
ij |C max via fixing job J k ∈ J 0 at the candidate positions. Instead of using a single solution S * (T) as in the case of J 0 = Ø, using a family of solutions {S j (T)} in the case of J 0 = Ø offers more flexibility in the on-line scheduling phase.
Remark 2. Let
In what follows, we will consider only a family of solutions {S j (T)} in which for each set S j (T) of the family {S j (T)}, each job J k ∈ J 0 locates at some position between job J i ∈ J 1 ∪ J * and job J w ∈ J 2 ∪ J * for all permutations of set S j (T).
We will consider only the family of solutions {S j (T)} defined in Remark 2 since in Sections 5, 6 and 8 we will take advantage of the local information to schedule the conflicting jobs that compete for the same machine at the same time.
Based on Remark 2, for each job J k of the set J 0 = Ø, we can define the candidate area of job J k for the solutions of the family {S j (T)} as follows. If J k ∈ J 0 , then there exist jobs J u and J v such that the following equalities hold:
If job J u locates at the r-th position and job J v at the q-th position in a permutation π j ∈ S j (T) (r < q − 1), then job J k may locate at any position between the r-th and the q-th position. The set of positions r + 1, r + 2, . . . , q − 1 between job J u and J v will be called the candidate area of job J k . There are q − r + 1 positions in the candidate area of job J k . It is clear that the following claim is correct. If J 0 = Ø, then by using Theorem 1, one can construct a family of solutions
It is interesting to note that each job J k of set J 0 can serve as a buffer to absorb the uncertainties in the processing time of a job on a machine. To illustrate this idea, we consider in the next section an illustrative example with eleven jobs.
Illustrative example
We demonstrate how to best execute a schedule and possibly construct an actually optimal schedule for the problem Table 1 . We mean an actually optimal schedule in the sense that even though the processing times are uncertain a priori, the scheduler ends up with executing an optimal schedule as the scheduler has already known the realized values of all uncertain processing times beforehand.
There are two phases in the scheduling process: the off-line phase (the schedule planning phase) and the on-line phase (the schedule execution phase). The information of the lower and upper bounds for each uncertain processing time is available at the beginning of the off-line phase while the local information on the realization (the actual value) of each uncertain processing time is available once the corresponding operation (of a job on a machine) is completed. In the off-line phase, a family of solutions {S j (T)} is constructed first, which is useful in aiding a scheduler to best execute the schedule during the on-line phase.
For this example, subsets of set J in partition J = J 0 ∪ J 1 ∪ J 2 ∪ J * are as follows: Using Theorem 1, we obtain a partial strict order ≺ over the set J \ J 0 as follows:
The partial sequence of (8) means that neither the order of jobs J 5 and J 6 is fixable nor the order of jobs J 8 , J 9 and J 10 is fixable for any solution S i (T) of the family {S j (T)}. We now demonstrate how to best execute a schedule and possibly find an optimal schedule from set S i (T) of the family {S j (T)}. Since the order of some jobs in set S i (T) is not fixable, there does not exist a dominant permutation that remains optimal for all feasible realizations of the job processing times. It is interesting that a scheduler may possibly find an actually optimal schedule by making a real-time scheduling decision at each decisionmaking time-point t i of the completion time of job J i on the first machine (machine M 1 ) as soon as the exact processing times are available for those operations completed before or at time-point t i > t 0 = 0.
At time-point t 0 = 0, either job J 1 or job J 2 may be started on machine M 1 in an optimal way due to the above family of solutions {S j (T)}. (As it will be clear later, it is better to process job J 2 ∈ J 1 first.) Fig. 1 illustrates part of the scheduling process, where the candidate set {J 1 , J 2 } of jobs for processing next is indicated at the top.
Let c 1 (i) and c 2 (i) denote completion time of job J i ∈ J by machine M 1 and by machine M 2 , respectively. We will consider the decision-making time-point t i = c 1 (i) at which job J i is completed on machine M 1 and a scheduler has to decide on the next job to be processed on machine M 1 . In particular at time-point t 2 = c 1 (2) = 1, machine M 1 completes the processing of job J 2 and machine M 2 will start to process this job. A scheduler now has to select a job from set {J 1 , J 3 } for processing next on machine M 1 . (Again, it will be clear later that it is better to select job J 3 ∈ J 1 as the next job.) Thus, at time-point t 2 = 1, machine M 1 starts to process job J 3 for p 3,1 = 2 time units.
At time-point t 3 = c 1 (3) = 3, machine M 1 completes the processing of job J 3 and the candidate set for processing next on preceding J 6 (since such an order causes no idle time on machine M 2 ). Then, machine M 1 will process job J 7 immediately after job J 6 (since job J 4 ∈ J 0 can be used as a buffer to absorb the uncertainties in the processing times later when necessary).
At time-point t 6 = c 1 (6) = 13, when machine M 1 completes the processing of job J 6 , a scheduler already knows all job processing times completing before and at time-point t 6 = 13. Let the realized values be as follows:
At time-point t 7 = c 1 (7) = 18, a scheduler has a choice for the next job to be processed on machine M 1 among the jobs J 4 , J 8 , J 9 and J 10 . At time-point t 7 , machine M 2 already processed job J 6 for 5 time units, and a scheduler has no sufficient information to optimally select a job from set {J 8 , J 9 , J 10 } for processing next due to the fact that relations
7,2 = 6 hold (i.e., any such selection may cause idle time on machine M 2 ). Now it is time for a scheduler to select job J 4 ∈ J 0 for processing immediately after job J 7 on machine M 1 . The role of job J 4 ∈ J 0 seems like a buffer to absorb the uncertainties of some uncertain job processing times.
At time-point t 4 = c 1 (4) = 18 + 3 = 21, a scheduler has the choice for processing the next job among the jobs of J 8 , J 9 and J 10 . Assuming that p * 6,2 = 8, we know that J 6 is still under processing at time-point t 7 and is finished just at time-point t 4 on machine M 2 . Hence, we obtain equalities p * 4,2 + p * 7,2 = 3 + 6 = 9 and therefore inequalities p
In case a scheduler selects job J 8 to be processed next, there will be idle time on machine M 2 . Thus, a scheduler can select a job from set {J 9 , J 10 } to be processed next. Let us check the following relation for an order of the three jobs
(9) The results of the checking for the four orders {(
Since relation (9) holds for the order (J 10 , J 8 , J 9 ), such an order will cause no idle time on machine M 2 . Hence, a scheduler can optimally adopt the order (J 10 , J 8 , J 9 ) (since this order together with job J 11 being the last one will be optimal for any feasible realization of the processing times of the remaining jobs {J 8 , J 9 , J 10 , J 11 }). Thus, we obtain the permutation:
, which is necessarily optimal with the following partially realized values of job processing times (i.e., those for jobs {J 1 , J 2 , . . . , J 7 }):
The initial portion of this schedule is represented in Fig. 1 . Note that the remaining portion of this schedule cannot be shown exactly since at time-point t 4 = 21 the processing times of jobs J 8 , J 9 , J 10 and J 11 are still unknown. But what is important, any feasible values of the remaining four jobs will not invalidate the optimality of permutation π u . Thus, in spite of the job processing times being uncertain, a scheduler ends up with executing an actually optimal schedule from the family of sets {S j (T)}.
The above two-phase scheduling process consists of the off-line planning phase with the family of sets {S i (T)} being constructed using Theorem 1, and the on-line execution phase with the following decision-making time-points: t 2 = 1, t 3 = 3, t 1 = 4, t 6 = 13, t 7 = 18 and t 4 = 21. The formal arguments of the above will be given in Sections 4-7.
Conditions for schedule domination
We first state the necessary and sufficient conditions for the existence of a single permutation π u ∈ S that remains optimal for all vectors p ∈ T of job processing times, which have been proven in [20] . 
Theorem 2 ([20]). There exists a single-element solution S(T)
and max{p
We note that condition (a)-(b) is rarely satisfied in real situations. In Sections 5-7, we provide the sufficient conditions for an existence of a dominant set of permutations in the following sense.
holds for any vector p ∈ T of job processing times. The set of permutations S ⊆ S is called dominant with respect to T if for each permutation π k ∈ S there exists permutation π u ∈ S that dominates permutation π k with respect to T.
If condition (a)-(b) of Theorem 2 holds, then singleton {π u } is dominant with respect to T (we say that such permutation π u is dominant with respect to T). It is also clear that the set of permutations S(T) used in Definition 1 is dominant with respect to T. It should noted that Definition 2 does not exploit Johnson's rule in contrast to Definition 1. In what follows, we will relax (if useful) the demand for a dominant permutation π u to be a Johnson's one (see Remark 1).
In Sections 5-8, we will describe and justify the sufficient conditions and the formal algorithms for constructing a dominant permutation (if possible) for problem F2|p L ij ≤ p ij ≤ p U ij |C max . Section 5 will consider the case of empty set J 0 . In Section 5, we will deal with first that there are two elements in solution S * (T), then that there are six elements in solution, and finally that the general case of S * (T). The case with non-empty set J 0 will be utilized in Section 8. As far as the on-line scheduling phase is concerned, two cases will be distinguished:
( Since jobs J k and J k+1 are conflicting, additional decision has to be used at time-point t k−1 = c 1 (k − 1). It is clear that at time-point t k−1 the actual processing times of jobs from set
Let these actual values of processing times be as follows:
In case (j), the following assumption is made. Assumption 1. The actual processing times of jobs from set J(t k−1 , 1) on machine M 2 are available at time-
Thus at time-point t k−1 = c 1 (k − 1), the following set of feasible vectors of processing times
will be utilized instead of set T defined by equality (1). Next, we consider the following question. When will one of permutations π u or π v be optimal for all vectors p ∈ T(k) of job processing times? To answer this question we have to consider all possible orders of the non-adjacent vertices J k and J k+1 in the digraph G = (J, A) representing partial strict
At time-point t k−1 a scheduler has a choice between job J k and J k+1 (which are conflicting) for processing next (immediately after job J k−1 ) on machine M 1 . Now a scheduler needs to test the condition in the following claim.
Proposition 2. If condition
Proof. For permutation π u and any vector p ∈ T(k) of job processing times, we can calculate the earliest starting time s 2 (k+2) of job J k+2 on machine M 2 as follows: s 2 (k+2) = max{c 1 (k+2), c 2 (k+1)}. As we consider only semiactive schedules, machine M 1 processes all the jobs without any idle, so we obtain
For machine M 2 , we obtain
Inequality (12) implies equality max{c 1 
for any vector p ∈ T(k) of job processing times.
Therefore we obtain
Equality (14) means that machine M 2 has no idle time while processing jobs J k−1 and J k .
Inequality (13) implies equality max{c 1 
. This means that machine M 2 has no idle time while processing jobs J k and J k+1 .
We obtain 
Thus, if condition (12) -(13) of Proposition 2 holds, then the order J k → J k+1 of jobs J k and J k+1 is the optimal order of these two jobs in the remaining part of the optimal permutation. Note that in the illustrative example of Section 3, Proposition 2 was implicitly used in sequencing the order of jobs J 5 and J 6 at time-point t 1 = 4.
and
hold. Thus, condition (12)-(13) of Proposition 2 holds for permutation π u ∈ S * (T). Hence, permutation π u is dominant with respect to T(k). On the other hand, condition c 2 (
appropriate condition of Proposition 2 holds for permutation π v ∈ S * (T) with alternative order of jobs J k and J k+1 . Hence, permutation π v is dominant with respect to T(k) as well. This completes the proof.
If condition of Proposition 3 holds, then the order of jobs J k and J k+1 may be arbitrary in the remaining part of the optimal permutation. Similarly we can prove the following six sufficient conditions for domination of permutation π u with respect
The above sufficient conditions may be summarized in the following claim. (We omit its proof since it is similar to the proof of Proposition 2.) (15)- (17), (18)- (20), (21)- (24), (25) 
Proposition 4. If at least one from conditions
permutation π u ∈ S * (T) = {π u , π v } is dominant
with respect to T(k).
Thus, if at least one of the conditions of Propositions 2-4 holds, then a scheduler may fix the optimal order of jobs J k and J k+1
regardless of the fact that the actual values of the processing times of the jobs J k , J k+1 , . . . , J n are still unavailable. In the next subsection, we show how to generalize Propositions 2-4 for the case when three jobs are conflicting at time-point t i > 0.
Three conflicting jobs: |S * (T)| = 6
Let jobs from set {J k , J k+1 , J k+2 } ⊂ J be conflicting at time-point t k−1 > 0. So, there are six (3! = 6) permutations in solution S * (T). We can test the following conditions similar to Propositions 2-4 and find a dominant permutation with respect to T(k).
Proposition 5. Let partial strict order
Proof. Arguing similarly as in the proof of Proposition 2, we conclude that machine M 1 has no idle time while processing jobs from set {J 1 , J 2 , . . . , J k+3 }. Thus, it is impossible to reduce value c 1 (k + 3) obtained for permutation π w = (J 1 , . . . , J k , J k+1 , J k+2 , . . . , J n ). Analogously, machine M 2 has no idle time while processing jobs {J k−1 , J k , J k+1 , J k+2 } in the order defined by permutation π w . Thus, it is impossible to reduce value c 2 (k + 2) defined for permutation π w by alternative order of the jobs J k , J k+1 and J k+2 . Therefore, if condition of Proposition 5 holds, then permutation π w ∈ S * (T) is dominant with respect to T(k) (regardless of the unknown value s 2 (k + 3) = max{c 1 (k + 3), c 2 (k + 2)}).
If the condition of Proposition 5 holds, then in the remaining part of the optimal permutation, the order of jobs J k , J k+1 and J k+2 is as follows: J k → J k+1 → J k+2 . We can test the six propositions with conditions analogous to that of Proposition 5 but for different orders of three conflicting jobs. In the illustrative example of Section 3, Proposition 5 was implicitly used in the sequencing of the jobs J 8 , J 9 and J 10 at time-point t 4 = 21.
Similar to the proof of Proposition 3 we can prove the sufficient conditions for the existence of six dominant permutations as follows.
Proposition 6. Let partial strict order ≺ over set
J = J * ∪ J 1 ∪ J 2 be as follows (J 1 ≺ · · · ≺ J k−1 ≺ {J k , J k+1 , J k+2 } ≺ J k+3 ≺ · · · ≺ J n ). If c 2 (k − 1) − c 1 (k − 1) > p U k1 + p U k+1,1 + p U k+2,1 ,
then each of six permutations from set S * (T) is dominant with respect to T(k).
If the condition of Proposition 6 holds, then the order of the three jobs J k , J k+1 and J k+2 may be arbitrary in the remaining part of the optimal permutation. Proposition 4 may be also generalized, and we can obtain the following fourteen sufficient conditions for an existence of a dominant permutation when |S * (T)| = 6.
The above sufficient conditions may be summarized in the following claim.
Proposition 7. Let partial strict order ≺ over set
J = J * ∪ J 1 ∪ J 2 be as follows (J 1 ≺ · · · ≺ J k−1 ≺ {J k , J k+1 , J k+2 } ≺ J k+3 ≺ · · · ≺ J n ). If
at least one from conditions (42)-(45), (46)-(49), (50)-(53), (54)-(58), (59)-(63), (64)-(68), (69)-(73), (74)-(78), (79)-(82), (83)-(88), (89)-(95), (96)-(101), (102)-(107) or (108)-(114) holds, then permutation
{J 1 , . . . , J k , J k+1 , J k+2 , . . . , J n }
is dominant with respect to T(k).
Thus, if at least one from the sufficient conditions of Propositions 5-7 holds, then the order of jobs J k , J k+1 and J k+2 must be J k → J k+1 → J k+2 in the remaining part of the optimal permutation. We can also test the above propositions with analogous conditions for other five possible orders of conflicting jobs J k , J k+1 and J k+2 .
General case of solution S * (T)
It is clear that Propositions 2-4 (Propositions 5-7, respectively) may be used if more than two (six) permutations are in the set S * (T) provided that, at each time-point of schedule execution, no more than two (three) jobs from set J are conflicting.
We demonstrate this by the following example appropriate for using Propositions 2-4.
Let |S * (T)| = 8 and six jobs from set J = J * ∪ J 1 ∪ J 2 be conflicting in a pairwise manner, e.g., a pair of jobs J k and J k+1 are conflicting, a pair of jobs J l and J l+1 , and a pair of jobs J m and J m+1 . Then we can use Propositions 2-4 for each pair of jobs that are conflicting. W. l. o. g. we assume that the partial strict order ≺ over set J = J * ∪ J 1 ∪ J 2 is as follows:
First, we process jobs {J 1 , . . . 
. . , J n ) with respect to T(m) and so this permutation will be optimal for actual job processing times. Otherwise, e.g., if no condition of Propositions 2-4 holds for at least one pair of jobs {J m , J m+1 }, then we obtain two-element dominant set of permutations
. . , J n ) without proof that one of permutation π h or π g dominates another.
Furthermore, we can generalize the above sufficient conditions for the case when an arbitrary number of jobs are conflicting at the same on-line decision-making time-points. Let the set of r jobs be conflicting at time-point t k = c 1 (k) > 0. W. l. o. g. we assume that jobs from the set {J k 1 , J k 2 , . . . , J kr } ⊂ J = J * ∪ J 1 ∪ J 2 are conflicting. Then we need test r! possible orders of conflicting jobs. Generalization of Propositions 2 and 5 looks as follows.
Proposition 8. Let partial strict order
≺ over set J = J * ∪ J 1 ∪ J 2 be as follows (J 1 ≺ · · · ≺ J k ≺ {J k 1 , J k 2 , . . . , J kr } ≺ J k+1 ≺ · · · ≺ J n ). If inequality s+1 i=1 p L k i 1 ≤ s j=0 p U k j 2 holds for each s = 0, 1, . . . , r, where p U k 0 2 = c 2 (k) − c 1 (k), then permutation {J 1 , . . . , J k , J k 1 , J k 2 , . . . , J kr , J k+1 , . .
. , J n } is dominant with respect to T(k).
Generalization of Propositions 4 and 7 looks as follows. 
Proposition 9. Let partial strict order
≺ over set J = J * ∪ J 1 ∪ J 2 be as follows (J 1 ≺ · · · ≺ J k ≺ {J k 1 , J k 2 , . . . , J kr } ≺ J k+1 ≺ · · · ≺ J n ). If the following condition s i=m p L k i 1 > s−1 j=m−1 p U k j 2 , m = 1, 2, . . . , s, m i=s+1 p U k i 1 ≤ m−1 j=s p L k j 2 , m = s + 1, s + 2, . . . , r, r+1 i=s+1 p L k i 1 ≥ r j=s p U k j 2 holds, where p U k 0 2 = c 2 (k) − c 1 (k), then permutation {J 1 , . . . , J k , J k 1 , J k 2 , . . . , J kr , J k+1 , . . . , J n } is dominant with respect to T(k).
On-line scheduling in case ( J J)
In this section let us consider the case (jj). Now, the actual values p * j2 of processing times p j2 of jobs J j from set
, while the actual values of processing times p k2 of jobs J k from set {J l , J l+1 , . . . , J n } are unavailable at time-
, the following set of feasible vectors
of job processing times will be used instead of set T(k) defined in (11) .
Since Fig. 2 ):
The analog of Proposition 2 is as follows.
is dominant with respect to T(k, l).
We can calculate the following upper bound c U 2 (k − 1) for the actual value c 2 (k − 1):
Thus, the sufficient condition (15)- (17) from Proposition 4 can be reformulated as follows.
Propositions 5-9 can be reformulated for the case (jj) similarly.
Dominant permutation in off-line scheduling
In this section, we show that in the off-line scheduling phase, claims similar to Propositions 2-11 can also be applied along with Theorem 2. Recall that Theorem 2 provides the necessary and sufficient condition for an existence of Johnson's permutation that is dominant with respect to T. Due to a relaxation in requiring the permutation π u to be a Johnson's one, we can obtain another sufficient conditions for an existence of a dominant permutation. To this end, it is necessary to substitute the exact difference c 2 (k − 1) − c 1 (k − 1) (which is unavailable before time-point t 0 = 0) by its lower bound. It is clear that for the off-line scheduling phase there is no difference between case (j) and case (jj).
Let partial strict order ≺ defining solution S * (T) look as follows Next
Thus, the following inequalities give a tight lower bound k−1 for the difference c 2 
In the opposite case (if J i ∈ J 1 ), a lower bound k−1 for the difference c 2 (k − 1) − c 1 (k − 1) may be calculated recursively as
due to the last equality in (116) with k −1 = m. Further, for each index l ∈ {m+1, m +1, . . . , k −1} one can use the following
As a result we obtain the following claim similar to Proposition 2.
Furthermore, all the propositions presented in Sections 5 and 6 can be reformulated for the case of off-line scheduling provided that the exact difference c
is substituted by the lower bound k−1 . Note that Propositions 2-10 may be only used if k > 1 in the partial strict order (115). Let k = 1 and jobs J 1 and J 2 be conflicting, i.e., partial strict order (115) be as follows ({J 1 , J 2 } ≺ J 3 ≺ · · ·). We will try to sequence two conflicting jobs in an optimal way before time-point t 0 = 0. Let us consider the case when machine M 2 has an idle time before processing job J 3 . In this case, machine M 2 can process job J 3 from the time when machine M 1 completes the processing of this job (i.e., from time-point t 3 = c 1 (3)). It is easy to prove the following sufficient condition.
In the latter inequality, the difference p It is easy to see that the above propositions can be generalized for the case when more than two jobs are conflicting at time-point t 0 = 0. Next, we demonstrate such a generalization with two examples. E.g., for three conflicting jobs, we obtain the following claim.
Proposition 14. Let partial strict order
Let δ m be defined recursively as follows:
Using this notation, we can generalize the above Propositions 13 and 14 for the case of r conflicting jobs at time-point t 0 = 0.
Proposition 15. Let partial strict order
≺ look as ({J 1 , J 2 , . . . , J r } ≺ J r+1 ≺ · · ·). If p L r+1,1 ≥ p U r,2 + δ r−1 , then the order of jobs J 1 , J 2 , . . . , J r in the optimal permutation is J 1 → J 2 → · · · → J r .
Algorithms and computational results
Our computational study of the two-phase scheduling was performed on a large number of randomly generated problems
The following algorithms were coded in C+: Algorithm 1 for the off-line scheduling and Algorithm 2 (Algorigthm 3, respectively) for the on-line scheduling provided that set J 0 is empty (nonempty). Step3: using Theorem 1 construct digraph G = (J , A) with vertex set J = J \ J 0 .
Algorithm 1 (For Off-Line Scheduling).
Input: lower and upper bounds
Step4: construct binary relation by adding set J 0 to digraph G = (J , A).
Step5: test conditions of Propositions 12-15.
Step6: IF there are no conflicting jobs GOTO step 8.
Step7: STOP Step8: STOP: there exists dominant permutation with respect to T.
In Algorithm 2, integer k, 1 ≤ k ≤ n, denotes the number of decision-making time-points t i = c 1 (i), J i ∈ J, in on-line scheduling phase. Integer m, 1 ≤ m ≤ k, denotes the number of decision-making time-points for which the optimal orders of the conflicting jobs were found using the sufficient conditions from Propositions 2-10. Step4: process linear part of partial strict order ≺.
Step5: check conditions of Propositions 8 and 9 for all orders of conflicting jobs.
IF there are two conflict jobs THEN check conditions of Proposition 4. Step6: IF at least one sufficient condition from Propositions 2-11 holds for at least one order of conflicting jobs
, choose optimal order of conflicting jobs, ELSE k := k + 1, choose arbitrary order of conflicting jobs,
Step7: process conflicting jobs in the chosen order.
Step8: RETURN
Step9: IF k = m THEN GOTO step 14.
Step10: calculate length C max of the schedule that was constructed via steps 1 -9 and length C * max of the optimal schedule constructed for actual processing times.
Step11: IF C max = C * max THEN GOTO step 13. Step12: STOP: constructed schedule is not optimal for actual processing times.
Step13: STOP: optimality of actual permutation is defined after schedule execution. Step14: STOP: optimality of actual permutation is proven before schedule execution.
If J 0 = Ø, then Algorithm 3 has to be used instead of Algorithm 2 at on-line scheduling phase. The former differs from the latter by the following part which has to be used instead of the above Steps 5-7. Moreover in Algorigthm 3, set S * (T) will be substituted by S(T). Let N j denote subset of set J 0 of the jobs that can be processed at time-point t j = c 1 (j).
Part of Algorithm 3 (For On-Line Scheduling).
IF there are only two conflict jobs at time point t i THEN check conditions of Proposition 4. Step5a: IF no sufficient condition holds THEN calculate the corresponding subset N j .
Step5b: UNTIL N j = Ø OR at least one sufficient condition from Propositions 2-11 holds for at least one order of conflicting jobs,
Step5c: process job J i ∈ N j with the largest p i and delete job J i from set N j .
Step6: IF at least one sufficient condition holds for at least one order of conflicting jobs
, choose optimal order of conflicting jobs, ELSE k := k + 1, choose arbitrary order of conflicting jobs.
Step7a: RETURN
For the computational experiments, we used a Celeron 1200 MHz processor with 384 MB main memory. We made 100 tests in each series, i.e. for each combination of n and L where L defines the percentage of relative error of input data (job processing times) known before scheduling. The lower bound p L ij and upper bound p U ij of job processing times are uniformly distributed in the range [10, 1000] in such a way that the following equality holds:
The bounds p L ij and p U ij and the actual processing times p ij were decimal fractions with two digits after decimal point. Generater from [22] has been used for (pseudo) random generating instances of the problem F2|p
It is easy to see that all sufficient conditions proven in Sections 5-7 may be tested in polynomial time of the number n of jobs. Moreover, to minimize running time of the Algorithms 1-3 these sufficient conditions were tested in an increasing order of their complexity up to the first positive answer (if any) to the following question. Does a dominant permutation exist at time-point t i = c 1 (i)?
In the experiments, the CPU-time was small: even for 1000 jobs both Algorithms 1 and 2 (Algorigthm 3) take less than 0.05 s for solving one instance of the problem Tables 2-4 The percentage of problem instances which were optimally solved in off-line scheduling phase is given in column 5. For such instances, Algorithm 1 terminates at step 8. The percentage of the problem instances which were optimally solved in on-line scheduling phase (and optimality of the adopted permutation became only known after schedule execution) is given in column 6. For such instances, Algorithm 2 (Algorigthm 3) terminates at step 14. Note that both columns 5 and 6 define the percentage of problem instances for which optimal permutations were defined before execution of the whole schedule, i.e., each decision in on-line phase (resolution of the conflicting jobs) was made correctly due to one of the sufficient conditions proven in Sections 4-7.
On the contrary, column 7 presents the percentage of problem instances which were optimally solved occasionally (without a preliminary proof of permutation optimality). Namely, the value C max obtained for the actual schedule turns out to be equal to the optimal value C * max calculated for optimal schedule with the actual job processing times. (Remind that value C * max can be calculated after completing the last job from set J when all actual job processing times p * ij , J i ∈ J, M j ∈ M, and all actual job completion times become known.) For such instances, Algorithm 2 (Algorigthm 3) terminates at step 13. Subtracting the sum of the numbers given in columns 5, 6 and 7 from 100% gives the percentage of instances for which optimal permutations were not found both in off-line scheduling phase and in on-line scheduling phase (for such instances, Algorithms 2 and 3 terminate at step 12). Maximal (average) relative error of the makespan [(C max − C * max )/C * max ] · 100% obtained for the actual schedule constructed by Algorithms 1 and 2 (Algorigthm 3) is given in column 8 (column 9). Table 2 presents computational results for the case J 0 = Ø obtained by Algorithms 1 and 2. Table 3 (Table 4) presents computational results for instances with 10% (30%) of the jobs from set J 0 obtained by Algorithms 1 and 3. Table 5 (Table 6 ) presents the percentage of large instances (200 ≤ n ≤ 1000) solved exactly or approximately in off-line phase by Algorithm 1 and in on-line phase by Algorithm 2 for J 0 = Ø (by Algorigthm 3 for J 0 = Ø). In Tables 5 and 6, we use the same columns as in Tables 2-4 except column 5 since no large instance with n > 100 has been optimally solved at off-line phase of scheduling. 
Conclusions
We would like to mention that there is another scheduling research line dealing with uncertain processing times, e.g., in [23] [24] [25] with a decision criterion of achieving a specified level or even worst-case level and in [26, 27] with a decision criterion of minimizing the worst-case regret. Basically, this scheduling research line deals with the off-line phase only. In this research line, one aims to seek one schedule that is optimal from a decision criterion and no attempts are made to take advantage of the local on-line information to best execute the schedule as the scheduled process goes on.
As a new scheme dealing with uncertainty, our scheme must be tested on a representative class of uncertain scheduling problems. To this end in Section 8, two-phase scheduling was tested on a large number of randomly generated problems Tables 2-4 show that the off-line scheduling allowed us to find optimal schedules only for small numbers of jobs and small errors of input data, e.g., for n = 40 and L = 1% dominant permutations have been only obtained for 4% of randomly generated instances. For n > 40 there were no such instances at all. Fortunately, on-line scheduling allowed us to find optimal schedules (with optimality proofs before schedule execution) for most instances with n ≤ 100 (Tables 2-4) and for many instances with 200 ≤ n ≤ 1000 (Tables 5 and 6 ).
The following computational results are even more impressive. The average relative error of the makespan [(C max − C * max )/C * max ] · 100% obtained for all actual schedules is less than 2.9% for all randomly generated instances with n = 10 jobs (column 9 in Tables 2-4 ). The average relative error of the makespan obtained for all actual schedules is less than 1.67%
for all randomly generated instances with n jobs with 20 ≤ n ≤ 1000 (column 9 in Tables 2-4, column 8 in Tables 5 and   6 ). These results are obtained since the percentage of the correct decisions made in on-line scheduling phase is rather high (column 4). Thus, the sufficient conditions for the existence of a dominant permutation given in Propositions 2-12 may be very effective for on-line scheduling.
It also should be noted that the number of decision-making time-points t i = c 1 (i) when the order of conflicting jobs has to be decided is rather high for some instances with n ≥ 50 (column 3). However, these decisions made in Algorithm 2 (Algorigthm 3) are very fast: there was no randomly generated instance which takes a running time more than 0.05 s for a processor with 1200 MHz.
