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Editorial
Formal languages and analysis of contract-oriented software
1. Introduction
This special issue of the Journal of Logic and Algebraic Programming is devoted to Formal Languages and Analysis of
Contract-Oriented Software (FLACOS), presenting selected papers from the ﬁrst FLACOSworkshop, held in Oslo, 9–10 October
2007.We provide here the general context andmotivation of this initiative. In particular, we discuss the concept of “contract”
and its different uses in the computer science literature, and place the contributions in this setting.
2. Contract-oriented software development for Internet services
In order to guarantee a minimum of trustful interaction, service-oriented architectures (SOA) and other electronic intra-
organization collaborations must rely on some kind of agreement. Such agreements, or contracts, should be amenable to
(automatic) negotiation, monitoring, and formal analysis. Moreover, contracts should be made available to application
developers, enabling them to write code that will comply with a contract concluded just before service provision. At the
programming language level, contracts appear as separate concerns that crosscut through application logic, and therefore
require sophisticated analyses that span over several components.
There is then a need to develop contract languages, rich enough to capture intended clauses in SOA and other service
exchanges, with formal semantics and suitable for automatic reasoning about their consequences and about conformance
of implementations.
2.1. Contracts
Contracts are agreements between different parties engaged in a transaction. This is a very general deﬁnition, and in
computer science the term “contract” has been used inmany different ways; onemay identify at least the following different
uses in the literature:
Conventional contracts: These are the “original” contracts, coming from the traditional commercial and judicial domain.
There is an active research area on Law and Informatics using (variants of) deontic logic to formalize legal contracts. Such
formalizations would help to ask questions such as: Which subset of conventional contracts can be totally formalized
into a formal language/logic? Which properties are preserved in this formalization? What kind of analysis could be
done? Would it be possible to detect superﬂuous clauses, cross references, inconsistencies, etc.?
Programming by contract: Also known as “Design by contract”, a term coined by B. Meyer for the object-oriented pro-
gramming language Eiffel. Inspired by business contracts and based on the theory of abstract data types, he essentially
deﬁnes a contract to be the collection of pre- and postconditions of routines and method calls, invariants, temporal
dependencies, etc. Software designers should deﬁne precise veriﬁable interface speciﬁcations (contracts) for software
components. They impose a property to be guaranteed when calling a module: the routine’s precondition, establishing
then an obligation for the client, and a beneﬁt for the supplier (of the routine). On the other hand, they guarantee a
property on exit: the routine’s postcondition, which is an obligation for the supplier, and a beneﬁt for the client of the
routine. Finally, they maintain the class invariant, a property assumed on entry and guaranteed on exit of all routines in
a given class.
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Contracts in SOA: Several SOA standards provide a way to describe contractual aspects, usually written in an XML-based
language (e.g. WSLA). These service contracts act at different levels, speciﬁc to different aspects. For instance, between
a service provider and a consumer, at the level of orchestration of services, such contracts might be concerned with
functional and non-functional (e.g., quality of service, security, distribution of information) aspects. In particular service
level agreements can describe different levels of services, e.g. availability, serviceability, performance, operation, and
other attributes like billing and even penalties in the case of violation.
Behavioral interfaces: These specify the sequence of interactions between different participants, where the allowed in-
teractions are captured by (sets of) traces. In this setting, the behavior of objects and components can be completely
deﬁned in terms of their reaction to incoming message sequences. The advantages (w.r.t. to static interfaces) is that:
(i) Different objects and component implementations can be compared based on their behavior; (ii) It helps analyzing
compositionality of components; (iii) It is possible to analyze component implementationswithout knowing the context.
Contractual protocols: Protocols may be seen as contracts regulating the parties’ ideal mode of interaction. In the literature
we can ﬁnd other names for the same kind of contracts: trade procedures and business protocols. Often one speciﬁes
the point of view of each party as a ﬁnite state machine or Petri net, and thus the “contract” is not explicit, but implicit
in the interaction of the parties.
Social contracts: Such contracts arise in the community developing multi-agent systems, based on different modal logics.
The aim is to simulate and specify social behavior: the interaction between agents who can make decisions based
on knowledge and trust on other agents. Agents act according to certain normative rules prescribing (among other
things) proper and acceptable behavior from a moral perspective, and acceptable behavior from a legal perspective.
Such contracts are very expressive, and consider various types of norms, as for instance what ought to be, expectations
on what will be, particular reactions to behavior, sanctions to be applied, or how to induce a particular kind of conduct.
Deontic e-contracts: These contracts aim at representing obligations, permissions, and prohibitions, and what are the
penalties (compensations) to be paid in case of violation of obligations or prohibitions. These may be seen as particular
kind of social contracts, where the focus is on restricted legal aspects and not concerned with moral issues.
2.2. Overview of the contributions
This special issue contains six papers concerned with different aspects of contracts and services, ranging from general
surveys on runtime veriﬁcation to modeling SOA and business processes using Petri nets, process algebra and actors.
It has been argued that contracts are only meaningful if it is possible to check their fulﬁllment. In this sense, in what
concerns the use of contracts in software systems, runtime veriﬁcation is one of the key methodologies to be explored.
Leucker and Schallhart provides a brief survey of different runtime veriﬁcation techniques in A Brief Account of Runtime
Veriﬁcation. Though the focus is not on verifying contracts in particular, the exposition clearly identiﬁes concrete possibilities
for doing so.
Aktug et al. present a formalization of monitoring, and monitor inlining, for the Java Virtual Machine in Provably Correct
Runtime Monitoring. The paper presents a policy and contract speciﬁcation language with a speciﬁc focus on security (based
on security automata).
The notion of security-by-contract is introduced in Matching in Security-by-Contract for Mobile Code by Bielova et al. The
paper focuses on a genericmatching algorithm for contracts andpolicies, andproposes an architecture of thematching proto-
type.Different levelsof “contracts”areconsideredhere: syntactic, assertion-based, synchronization, andbehavioral contracts.
In A Petri Net Approach for the Design and Analysis of Web Services Choreographies, Valero et al. describe a methodology
for developing web service compositions by using WS-CDL, and obtain a graphical representation of WS-CDL composition
behavior in terms of prioritized-timed Petri nets. In this context contracts are WS-CDL speciﬁcations.
Henglein et al. present in POETS: Process-Oriented Event-driven Transaction Systems an architecture framework for en-
terprise systems, which is process-oriented, event-driven, and declarative. The approach uses standard techniques from
process algebra and functional programming. The paper concentrates on the ﬁnance part of Enterprise Resource Planning,
i.e., systems that integrate several information systems of an organization into one uniform system. The notion of contract
used here resembles ﬁnancial legal contracts with emphasis on events.
Finally, in Schedulability of Asynchronous Real-Time Concurrent Objects, Jaghoori et al. present a modular method for
schedulability analysis of real-time distributed systems,modeled as extended actors. The approach can be applied to services
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