Let EΓ be a family of hyperelliptic curves defined by Y 2 =Q(X, Γ), whereQ is defined over a small finite field of odd characteristic. Then withγ in an extension degree n field over this small field, we present a deterministic algorithm for computing the zeta function of the curve Eγ by using Dwork deformation in rigid cohomology. The time complexity of the algorithm is O(n 2.667 ) and it needs O(n 2.5 ) bits of memory. A slight adaptation requires only O(n 2 ) space, but costs time e O(n 3 ). An implementation of this last result turns out to be quite efficient for n big enough.
Introduction
The idea that it might be interesting to compute the number of solutions to an algebraic equation over a finite field without actually trying to find these solutions is an old one, as Gauss already introduced his so called Gauss sums for it. In later times this topic led to wonderful theoretical results as for example the Weil conjectures, the pursuit of a proof of which had a very big influence on number theory and algebraic geometry. In those days computers did not yet exist as everyday objects, hence there was no real interest in computing the number of points on very concrete varieties, and for example the ℓ-adic theory that led to the final proof of the Weil conjectures seems especially unsuited for implementations (except in the elliptic curve case).
In the eighties the idea of Koblitz [18] and Miller [24] to use elliptic curves for cryptography created a new interest in the subject, but now on this more concrete level. Later on came also the suggestion of using jacobians of hyperelliptic, C ab and other kinds of curves. Besides these concrete reasons the matter should of course be interesting already in itself: given a very big but finite object with an easy defining relation and lots of structure: what is its size? But there are even more reasons for investing in point counting algorithms, e.g. in [1] a one-way function is constructed which uses such an algorithm, and [30] describes how to use jacobians in the context of sphere packing.
The first interesting general algorithm that saw the light was Schoof's algorithm for calculating the number of points on an elliptic curve. This algorithm has a time complexity polynomial in the logarithm of the field size, and was optimized by Elkies and Atkin, thus resulting in the well known SEA-algorithm, see [27] . It is possible to generalize this approach to higher genus curves, but the complexity is then exponential in the genus, and this has only been done for genus equal to 2.
As higher genus curves came into view more algorithms emerged. In practice we can distinguish two kinds of problems: for a field size p n (p prime), give an algorithm that works polynomially in log(p n ) for small n, or one that works in time O(np), hence for small p. The p-adic approach started with Satoh's canonical lift method for elliptic curves [26] . It was Kedlaya's famous paper [15] that introduced the Monsky-Washnitzer cohomology in the computational world by giving a general algorithm for hyperelliptic curves in odd characteristic. These p-adic algorithms solve problems of the second kind, namely they are polynomial in np instead of n log p. But for large fields with small characteristic they have proven to be very efficient. Denef and Vercauteren generalized this algorithm to even characteristic [6] .
In the meantime Lauder and Wan presented an approach [21] that led to an algorithm for very general varieties, and although not very practical, it works polynomially in the extension degree of the field (but exponentially in the number of variables involved). Afterwards Lauder [22] used Dwork's deformation theory to reduce the dependency on the dimension of hypersurfaces. 1 The idea is to consider a family of hypersurfaces in one parameter Γ, such that for example Γ = 1 gives the original problem, and Γ = 0 gives a special but easy case. Dwork's theory allows then to recover the necessary information in an efficient way by enabling to skip the most elaborate steps in Kedlaya's algorithm. We will make this more precise further on in this paper. Indeed, we develop a suggestion of Lauder to combine the Monsky-Washnitzer cohomologyà la Kedlaya with a deformation. Although for curves the dependency on the dimension cannot decrease, for certain hyperelliptic curves the dependency on the extension degree n will. Namely, Kedlaya's algorithm results in a time complexity 2 of O(n 3 ) bit operations and O(n 3 ) as bit space requirements, whereas our algorithm requires respectively O(n 2.667 ) and O(n 2.5 ), or with a small adjustment O(n 3 ) respectively O(n 2 ). It is worth noting that we can find the matrix of the pth power Frobenius automorphism in essentially quadratic time, and only the final step, taking the characteristic polynomial of the norm of this matrix, requires the above time estimates. As we consider only odd p, a next project is the even characteristic case, these results can be found in [13] . In [9] Gerkmann has followed roughly the same kind of ideas for the elliptic curve case, including a short description for characteristic two. An implementation for Magma of this method is available on his website 3 .
The paper is structured as follows. We start in Section 2 with a rough sketch of the method, and a formulation of our results, Theorems 1 and 2. Then we will construct the analytic setting in which the Monsky-Washnitzer cohomology with deformation lives, along with all the theoretical proofs. This theory implies the correctness of the algorithm, which is explained in Section 4, if we should work with infinite p-adic precision. As this is impossible, Section 5 proves that our chosen precision suffices. Section 6 computes the complexity of the algorithm and hence proves Theorems 1 and 2. We then give some remarks and special interesting cases, and the final section presents results achieved with an implementation of the algorithm.
The author wishes to thank very much Jan Denef and Alan Lauder for proposing the topic. He also wants to thank Lauder for providing some crucial suggestions, Wouter Castryck and Joost van Hamel for the helpful discussions, Denef for the thorough reading of the paper and the correction of many small mistakes, and the anonymous referees for their many valuable suggestions and comments.
2 Overview of the method and results
Introducing notation and defining the problem
Let p be an odd prime, a ≥ 1 an integer and q := p a . We write F q for the field with q elements. For a field F its algebraic closure is denoted byF. Let Z p and Q p be respectively the p-adic integers and field, and Z q and Q q the unique unramified extensions of degree a of Z p and Q p . If the field C p is a completion ofQ p , then C p is algebraically closed as well. The corresponding valuation on these rings is written as ord, normalized to ord p = 1. We will use σ for the pth power Frobenius automorphism on C p . The projection Z q → F q is denoted by x →x, and the Teichmüller lift ofx ∈ F q is the unique lift x ∈ Z q ofx that satisfies x q = x. For a polynomial α in X we denote with deg X α the degree with respect to X, and similarly we define deg Γ α. Its derivatives are written as
Suppose we are given an equation
whereQ is a monic polynomial of odd degree 2g + 1 ≥ 3 in X and degree κ in Γ.
If we suppose moreover thatQ(X, 0) has no double roots, then Y 2 =Q(X, 0) defines a hyperelliptic curveĒ 0 of genus g in Weierstrass form. Letγ ∈F q , let n be such that F q (γ) = F q n and suppose thatQ(X,γ) -which defines the curvē Eγ -has no double roots. Then our goal is to compute the zeta function and hence the number of points of the curveĒγ.
Deformation in a nutshell
For those readers who are unfamiliar with the Monsky-Washnitzer cohomology as used by Kedlaya in order to count points on hyperelliptic curves, we refer to Kedlaya's paper [15] or the course of Edixhoven [8] 4 . The idea of using deformation in the context of the Weil zeta function appears first in Dwork's paper [7] , where he derives the resulting differential equation. The cohomology type considered in this paper is rigid cohomology, for a general definition and properties we refer to Berthelot's paper [3] .
As Kedlaya we start with lifting everything to characteristic zero. Define Q(X, Γ) ∈ Z q [X, Γ] as a degree preserving lift ofQ(X, Γ). It is clear that for some values ofγ inF q the polynomialQ(X,γ) is not squarefree, or equivalently Y 2 =Q(X,γ) has affine singularities and hence does not define a hyperelliptic curve in Weierstrass form. With the resultant
we have thatr(γ) = 0 if and only ifQ(X,γ) is squarefree, hence we will require thatr(0) = 0. We assume for a moment that the leading coefficient of r is a unit in Z q . Let the ring S and the S-module T be defined by
Note that these two structures are just variants of Kedlaya's Q q and A † , but with the deformation parameter Γ inserted in the right way. We have a differential operator d := ∂ ∂X dX : T → T dX, and T dX/dT is a free S-module with basis
MW be the submodule generated by B :=
There exist explicit formulae ((1) and (2) in Section 3.4) that enable us to reduce elements in H − MW to this basis.
On the module H − MW we have the operator F p , a lift of the characteristic p Frobenius automorphism, and the connection
With F (Γ) a matrix for F p and G(Γ) for ∇, we will prove the differential equatioṅ
As the zeta function ofĒγ is completely determined by F (γ), where γ is the Teichmüller lift ofγ, this matrix is the object that we want to compute. Indeed, the characteristic polynomial of a matrix of F an p , which can be derived from F (γ), will be precisely the numerator of the wanted zeta function. We will see that we only need to calculate everything up to a computable finite precision in order to find this zeta function exactly.
Overview of the algorithm
We sketch briefly how the algorithm exploits the theory above. Note that we always work with p-adics modulo a certain power of p and power series in Γ up to a certain power.
1. LiftQ to characteristic zero, and compute the resultant r = αQ + βQ ′ .
2. Determine the matrix G of the connection ∇ by differentiating the basis B with respect to Γ and using the reduction formulae (1) and (2) of Section 3.4.
3. Deduce from G the matrix C whose rows form a basis of the local solutions of ∇ = 0 by solving the differential equationĊ = −C · G.
5. Compute F (0) by Kedlaya's algorithm.
, we get a series expansion for F (Γ).
7. By representing F q n and Q q n as explained in Section 6.1, compute F (γ).
8. Determine the numerator of the zeta function ofĒγ as the characteristic polynomial of
Results
The main result of this paper is a 'subcubic' time algorithm for the computation of the zeta function of certain families of hyperelliptic curves. Here we consider the extension degree n to be the crucial parameter. In the formulation of these results we use the O-notation as defined e.g. in [34] , which means that we ignore logarithmic factors. The relevant examples are that O(n log n) and O(n log n log log n) are both O(n). Note that we ignore the dependency on p, and all complexities are to be seen bitwise: for time requirements we mean bit operations, and space is also meant as number of bits. In these results the reader may take into account that a linear deformation will be most practical, which has κ = 1.
Theorem 1 Let p be an odd prime and letĒγ be a hyperelliptic curve over F p an obtained by a deformation of the kind described above: Y 2 =Q(X,γ) withQ defined over F p a . There exists a deterministic algorithm that calculates the zeta function ofĒγ in time
The proof of these theorems will be given in Section 6, after the complexity analysis.
Analytic theory
We have tried to make this section self-contained, to have a clear exposition of the analytic theory behind the deformation. As a consequence we will reintroduce some notation, but sometimes in a more general context, e.g. we will work over an algebraic closureF q of F q .
In [15, 16] , Kedlaya presented a concrete computable form of the MonskyWashnitzer cohomology. In this section we combine this with a one-dimensional deformation as suggested by Lauder in [20] . As there are a lot of technical convergence results, we cannot present all the details of every calculation, but it will always be clear how to reconstruct those missing computations.
Sketch of the situation
Let F q be a finite field with q = p a elements, p an odd prime, and suppose we are given a polynomialQ(X, Γ) ∈ F q [X, Γ] with deg X Q = 2g + 1 for some integer g ≥ 1, and monic in X. For everyγ ∈F q we define the curveĒγ as corresponding to the equation
We need for our theory that Y 2 =Q(X,γ) is in Weierstrass form, hence without affine singularities. Suppose thatĒ 0 satisfies this condition, the goal is then to compute the zeta function ofĒγ for certain 'good'γ ∈F q . We remind the reader of the rings Z p , Q p , Z q , Q q and C p defined in Section 2.1. We take
From r(Γ) we can find the set of good parameters S := γ ∈ C p γ is a Teichmüller lift and r(γ) = 0 .
The following property is obvious: for γ ∈ S the polynomialQ(X,γ) is squarefree and thus determines a hyperelliptic curve in Weierstrass form. We also have 0 ∈ S and ord(r(γ)) = 0 for all γ ∈ S.
Definition 3 Let ρ be the degree of r(Γ), B :
It is easy to see that ρ ≤ 4gκ and that we can choose α and β such that D ≤ 2g and B ≤ (4g − 1)κ.
The base ring S
We want as base ring an extension of Q q that includes polynomials in Γ and ensures further on finite dimensionality of a certain quotient module. For r(Γ) = ρ i=0 r i Γ i let ρ ′ be the largest index for which ord(r ρ ′ ) = 0, and define R(Γ) = ρ ′ i=0 r i Γ i . We assume for a moment that ρ ′ ≥ 1, see Note 4 for the case ρ ′ = 0. Define now the following overconvergent ring, equal to Q q [Γ,
Here the order of a polynomial is the minimum of the orders of its coefficients. It is easy to check that 1/r(Γ) ∈ S, and even k b k (Γ)r(Γ) k ∈ S when lim inf ord(b k (Γ))/|k| > 0. We could call the lim inf in the definition the 'radius of convergence' of the series s(Γ). This is inspired by the fact that for series
] the radius of convergence is p m with m = lim inf ord(a i )/i, and such a series is overconvergent if and only if m > 0. We define the valuation of an element of S as ord(s(Γ)) := min k ord(b k ). We can give a more exact interpretation of this overconvergence. An element s of S is convergent on some open disk strictly bigger than the unit disk, with finitely many smaller closed disks removed around the roots of r(Γ). As all these roots have norm 1, the closed disks are a subset of the unit circle.
We could also define S as the set of all rigid analytic functions s on such an 'overconvergent domain' U for which s(Q q ∩ U) ⊆ Q q . Indeed, the completeness of Q q implies then that s is defined over Q q , see [4, p. 196] .
Note 4
The above definitions assume that ρ ′ ≥ 1. If R(Γ) is a constant, then the theory will still work, but with a lot of changes (mostly simplifications). For example the ring S will consist of all overconvergent power series k≥0 a k Γ k . We will not come back to this situation, as it is always clear which results require a reformulation. New proofs are nowhere necessary.
Proof. It is clear that we can suppose that R is monic and ε = 0. Using Euclidean division we find for every i integral polynomials q i (Γ) and
The following properties hold: ord(q i ), ord(g i ) ≥ δi and deg q i = i − ρ ′ . The polynomials q and g from the lemma are now q = i q i and g = i g i . For determining b j we only need i q i for those i
Lemma 6
The ring S equals the set
Proof. We only need to show that f (Γ) := ∞ i=0 a i Γ i with lim inf ord(a i )/i > 0 can be written as
k with deg b k < ρ ′ and lim inf ord(b k )/k > 0, and vice versa. The latter implication is easy, for the former we use Lemma 5. We know that for all i ≥ 0 we have ord(a i ) ≥ δi + ε for some δ > 0 and ε ∈ R.
as in the previous lemma. We know then that ord(a i,k ) ≥ δi + kδρ ′ + ε, and hence ord(
k we find the lemma.
In order to be able to handle infinite sums of elements in S, we define a certain summation condition. 
The following lemma is immediate.
Lemma 8 Suppose we have a sequence (s k ) k as above. Then (s k ) k ∈ S and lim inf k ord(s k )/|k| > 0 is equivalent to the following: there exist a constant c ∈ Q q and δ > 0 such that for all k, ℓ
We now want to use the set S to prove convergence of an infinite sum in S.
Lemma 9 Let (s k ) k∈Z be a sequence in S satisfying lim inf ord(s k )/|k| > 0, then the sum k s k converges to an element of S.
Proof. The inequality in the lemma is easily seen to imply the convergence of the infinite sum, more precisely, if
ℓ for every k, the sums k b kℓ converge. We suppose that the inequalities with c and δ hold as in Lemma 8, then we have for every ℓ ≥ 1 that
We will apply this lemma in the following technical result, where we write R and r for R(Γ) and r(Γ).
Lemma 10 Suppose we have for all integers t ≥ 0 a series
kℓ ) ≥ δ(k + t + |ℓ|) for some constants A, δ > 0. Then (s t ) t ∈ S and t s t ∈ S. Proof. Fix a positive integer N . It is easy to verify that from r ≡ R mod p it follows that R k+N /r k mod p N is an integral polynomial of degree at most ρN .
If we consider s t modulo p N , we find that p
kℓ ≡ 0 as soon as k + t + |ℓ| ≥ N/δ, so if we multiply s t with (R · r) N/δ we end up with a polynomial. We will now bound its degree. The worst possible degree comes from p (t) kℓ with k + t = N/δ and ℓ = 0, which gives a degree of no more than AN/δ +(ρ+ρ ′ )N/δ. Combining this with the above result for
If we expand the numerator as a 'polynomial in R' we find that s t mod p N can only have a nonzero coefficient for
This implies that (s t ) t ∈ S and using Lemma 9 we conclude that t s t ∈ S.
It is clear that we can always substitute a Teichmüller lift γ from S in a series s(Γ) ∈ S, because R(γ) has order 0. We conclude this section with a lemma that allows us to derive conclusions from such a substitution.
Suppose we have for infinitely many γ ∈ S that ord(s(γ)) ≥ α for some real number α, then also for every k ∈ Z we get ord(b k ) ≥ α.
Proof. After multiplication by a constant we can suppose α = 0. Choose K large enough to ensure that ord(b k ) > 0 for |k| > K. Define the truncated series
so that for all the γ ∈ S considered we have g(γ) ≡ f (γ) mod p. We continue with contraposition. Choose T > 0 such that ord(p T b k ) ≥ 0 for all k, and for at least one k we have ord(p T b k ) = 0. Let −N be the least of these k's. Consider now
Thenh(Γ) is nonzero polynomial over F q , buth(γ) = 0 for every considered γ ∈ S. This gives the required contradiction.
We have two important consequences of this lemma. First, it will allow us to reduce to the situation described by Kedlaya if we substitute γ ∈ S. And second, it implies that for nonzero s ∈ S it is impossible to become zero in infinitely many γ ∈ S.
The "dagger algebra" T
The Q q -algebra A † ⊗ Q q used in Kedlaya's algorithm [15] will be replaced by an algebra T over the ring S. The following definition of T is motivated by two requirements. First, substituting some γ ∈ S should reduce T (γ) to the structure A † ⊗ Q q considered by Kedlaya. And second, the cohomology module T dX/dT should be finite dimensional. Therefore we take for T the overconvergent completion of
Definition 12
With this definition T is an S-algebra. An element t(X) of T will also be denoted
A more exact formulation of the second aim for T is as follows. Let γ ∈ S and supposeγ ∈ F q n for n minimal. Then T with γ substituted for Γ is precisely A † ⊗ Q q n for the curve Y 2 =Q(X,γ) over F q n as it appears in [15] . We denote T (γ) for the structure we obtain for T with the substitution Γ ← γ, hence in fact
We first prove that
with a ik ∈ Q q n and lim inf k ord(a ik )/|k| > 0. Then Q q (γ) = Q q n implies that we can find for every a ik a polynomial s ik (Γ) ∈ Q q [Γ] with the same order, degree smaller than n and s ik (γ) = a ik . This gives an element
T which reduces to the element we started with. The other inclusion is easier. If s(Γ) ∈ S, then s(γ) converges to an element of Q q n due to the completeness of Q q n .
A basis for the quotient module T dX/dT
A crucial rôle in the theory of Monsky and Washnitzer is played by the cohomology T dX/dT , where d is the differential operator ∂ ∂X dX on T . In the classical case the whole construction of the dagger space A † is needed to ensure this quotient has the right properties, in particular that it is finite dimensional. Define
If we substitute some γ ∈ S in T , this set D is a basis of A † dX/dA † as in Kedlaya's paper [15] . Here we have a similar result.
Theorem 13 The S-module T dX/dT is free with basis D.
The proof falls down in two parts. Showing that D is a generating set will be proven in the following lemma, and to see that D is free we can work as follows. Write D = {b i } and suppose there exists a nontrivial relation i s i b i = 0 for some s i ∈ S, and s j = 0. Now Lemma 11 gives some γ ∈ S for which s j (γ) = 0, and this implies in turn the nonzero relation i s i (γ)b i (γ) = 0 in the classical case for A † ⊗ Q q n for some n, contradicting the result of Kedlaya that the set
Lemma 14 D is a generating set.
Proof. In order to express k∈Z B k (X, Γ)dX/ √ Q k ∈ T dX as an S-linear combination of the elements of the basis D, we use reduction formulae similar to those of Kedlaya in [15] . We will first show how to reduce each B k dX/ √ Q k to an expression in the basis D:
and next we will prove that k α
converges to an element of S. In Section 3.1 we have seen the relation r = αQ + βQ ′ . For some numerator B k (X, Γ) this becomes
We start by reducing any expression k B k dX/ √ Q k to a fraction with √ Q or Q in the denominator. For k ≤ 0 and k even such a form is simply exact, as integrating does not change the 'overconvergence' property. If k ≤ −1 and odd we can write
which gives
In both cases, where k ≤ −1 and odd, or k > 2, repeated application of (1) gives that we end for every B k dX/ √ Q k with a polynomial (of degree in X probably very high) divided by √ Q or Q. The latter case gives an exact form plus a polynomial of degree at most 2g divided by Q, and for the former case we can use the following formula for m ≥ 2g:
At this point we have shown that we can always express B k dX/ √ Q k in the basis D, but the question remains whether the sum of these reductions converges in the right way. We will go into details only in the most difficult case where k is odd and positive. We will often use the following lemma of Kedlaya as formulated in [5, Lemma 17.79 ]. The reduction in this lemma takes place in A † as defined in [15] .
Note 16 By "the reduction" in this lemma, the following is meant. If
with deg h(X) ≤ 2g and degh(X) < 2g, then there exists a constant c ∈ Q q such that both p νh (X) and p ν (f (X, Y ) − c) are integral. We will always make the (allowed) assumption that p ν f (X, Y ) is integral. Moreover, the proof of Kedlaya implies also the following: let h(X) = X k for some k ≤ 2g, then with f (X, Y ) = j∈Z f j (X)/Y 2j+1 and deg f j (X) ≤ 2g, we have almost always that f j = 0 for j < 0 and j > m. The only exception is h(X) = X 2g and m = 0, where also 1/Y −1 can have a nonzero coefficient.
Because of Lemma 11 we can use Kedlaya's lemma in our theory: if it holds for every γ ∈ S, it will also hold for Γ. We continue with the proof of Lemma 14.
Clearly it suffices to consider expressions of the form
follows that we may suppose that ord(s kℓ ) ≥ δ(k + |ℓ|) for some δ > 0. It is easy to see that we can multiply with an even bigger constant in order to ensure that ord(s kℓ ) ≥ δ(k + |ℓ|) + ⌊log p (2k + 1)⌋ for a possibly smaller δ. Writing s
kℓ for s kℓ we use formula (1) for i = k, . . . , 1 as
where s
. This gives as result of the reduction process
Remember that B := max{deg Γ α, deg Γ β} and D := max{deg X α, deg X β}. We will write deg Γ for the degree in Γ of the numerator in the following paragraphs. Let us write r
and the f j and ∆ depend on k, ℓ and i.
, then the notes after Lemma 15 imply that we can limit ourselves to 0 ≤ t ≤ k. Indeed, the ϕ (t) kℓ with t < 0 will disappear when the reduction is finished, i.e. after applying formula (2) . The coefficient
where j ranges from 0 to ⌊(k − t + 1)/2⌋. Indeed, the largest i for which f
The coefficient of 1
In this sum we look at the terms for which 1/r k−t−j = 1/r K for K ≥ 0. This means that we limit ourselves to k = K +t, . . . , 2K +t+1, and at the same time j increases from 0 to K = ⌊(k−t+1)/2⌋. We conclude that we have a sum s t = ℓK of polynomials of degree at most (2κ + B)(2K + t + 1) with valuation at least δ(K + t + |ℓ|) divided by R ℓ r K . Lemma 10 now implies that (s t ) t ∈ S and hence kℓ ϕ kℓ ∈ T . Now we consider expressing s
We refer to [12] for a complete proof.
The construction of a Frobenius lift
The purpose of this section is to construct a pth power Frobenius F p on S and T . We remind the reader of the map σ : Q q → Q q , the Frobenius automorphism. The definition of F p on S and the module of differentials SdΓ is obvious with the following relations 5 and σ-linearity:
The definition on T and T dX is more complicated, namely
It is easy to check that this definition implies
A tedious but not so hard computation shows that F p ( Q(X, Γ)) is in T , we omit it here. A detailed proof can be found in the author's forthcoming Ph.D. thesis [12] . It is clear that for a concrete γ ∈ S these definitions boil down to those on Q q n and A † ⊗ Q q n .
The differential equation
The introduction of the parameter Γ has as its most important consequence the existence of the connection ∇ := ∂ ∂Γ dΓ on T . Consider the following cube of 5 It is the definition Γ → Γ p that forces us to take Teichmüller lifts for the substitution Γ ← γ. Indeed, denote by 'subs' this substitution, then we require subs(Frob(Γ)) = Frob(subs(Γ)). modules and morphisms:
∇
It is easy to see that all faces of this cube commute. Define H MW := T dX/dT , the first cohomology of Monsky and Washnitzer, then the above diagram implies the following commutative diagram:
The hyperelliptic involution ı : 
is a basis for this free S-module. Write F (Γ) = (F iℓ ) and G(Γ) = (G iℓ ) for the matrices of F p respectively ∇ (with entries in S), more precisely
Note that F p and ∇ are not S-linear:
Using the relation ∇ • F p = F p • ∇ on basis elements, we easily deduce the differential equation
In order to solve this equation we can work as follows. Remember that we assumed that Γ = 0 gives a situation that can be handled by Kedlaya's algorithm, or more precisely we can compute F (0) very fast as the curveĒ 0 is defined over the small field 
At this point we have computed F (Γ) as matrix over
, with entries which do not necessarily converge in Teichmüller lifts γ. However, we know that F (Γ) is defined over S, hence in a last step we have to recover this representation as a matrix with entries in S.
The algorithm
We now give a detailed exposition of the algorithm. Everything needed for a concrete implementation will be explained, either explicitly or by reference, except the handling of the p-adic fields and the action of Frobenius on them, which we postpone to the complexity analysis, Section 6.1.
Input.
A prime number p ≥ 3, the field F q with q = p a and represented as F p [x]/χ(x),γ and the field F q (γ) represented as F q n = F q [y]/ψ(y) of extension degree n over F q . A polynomialQ(X, Γ) over F q , monic in X of degree 2g + 1 where g ≥ 1, such thatQ(X, 0) andQ(X,γ) are both squarefree. Output. The zeta function of the smooth completion of the curve Y 2 = Q(X,γ).
Step 1 Some preliminary computations.
Let χ(x) be a naive lift to characteristic zero ofχ(x), such that the coefficients of χ(x) are small integers, e.g. from the set {− p−1 2 , . . . , p−1 2 }, and so that deg χ = degχ. We represent Q q as Q p [x]/χ(x). LiftQ to Q by lifting its coefficients in the same way, and set κ := deg Γ Q. Define now the following constants: η := ⌈2g log p g + g⌉, N 0 := nga/2 + (2g + 1) log p 2 , N 8 := an log p (g) + 2 + ⌊2gan(log p g + 3)⌋,
and finally we have
We work always modulo Γ NΓ . Moreover, in steps 2 to 6 we work modulo p Na and in the last two steps modulo p N b . N 0 is the precision needed in order to recover the zeta function correctly, and N i for i ∈ {3, 4, 6, 7} is the precision lost in step i. Compute α(X, Γ), β(X, Γ) and the resultant r(Γ) such that
. This is a matter of simple linear algebra, see e.g. Section 6.3 in [32] . We note that we need the representation of α and β in their classical form in order to obtain the lowest degree in X. Define finally C := max{deg Γ α, deg Γ β} and D := max{deg X α, deg X β}.
Step 2 The matrix G(Γ) = H(Γ)/r(Γ) of the connection.
We compute the matrix H(Γ) as explained in the proof of Proposition 18.
Step 3 The local solutions C.
The matrix C(Γ) satisfies the condition C(0) = I andĊ + C · G = 0, which
where the H i and C i are matrices over Q q and C 0 = I. With r(Γ) = r ρ Γ ρ + · · · + r 1 Γ + r 0 we obtain
Proceeding recursively, the resulting formulae are (this proves at once the uniqueness of C)
. . ; for k ≥ ρ and k ≥ h we have
Step
First compute C σ (Γ p ), then invert the resulting matrix using quadratically convergent Newton approximation as in [22, Section 5.2.2].
Step 5 Frobenius for the Γ = 0 case.
Compute F (0) with Kedlaya's algorithm, but with the (higher) p-adic precision N a .
Step 6 Frobenius for the general case.
NΓ . We now switch to the precision p N b .
Step 7 Frobenius for the concreteγ.
Compute (e.g. as in [28] ) the minimal polynomialφ(y) ofγ over F q , and write F q n as F q [y]/φ(y). Liftφ(y) to ϕ(y) over Q q such that Q q n = Q q [y]/ϕ(y) and γ = y is a Teichmüller lift as explained in Section 6.1. This trick 6 allows us to evaluate an entry g(Γ)/r(Γ)
M of F (Γ) by simply reducing g(γ) = g(y) modulo ϕ(y), and then multiplying with (1/r(y))
M modulo ϕ(y). All these calculations can be done very quickly as explained in [2] .
Step 8 The zeta function.
This product can be calculated as in [15] :
2 · M 2 etc, and taking the product of those M i implied by the binary expansion of an. As shown by Kedlaya in [15] , the zeta function Z(t) of (the smooth completion of) the hyperelliptic curveĒγ :
, and using Newton's formula
we compute det(I −Ft) modulo p N0 . As Kedlaya showed in [15] , each coefficient of a i of this polynomial satisfies |a i | ≤ 2 2g p ang/2 , which allows us finally to recover the zeta function.
Proof of correctness

The behavior of the matrix of Frobenius
In order to determine the required accuracy in our algorithm, we need precise estimates on the convergence rate of the entries of the matrix F (Γ). This will be investigated in the following proposition. Define µ := (pg − 4)/2. Proof. The matrix F (Γ) is obtained by computing Frobenius on a basis element X k / √ Q and then reducing this result using formulae (1) and (2):
At this point we know that ord(B
. In a first stage we use formula (1) as often as needed in order to find B ′ i / √ Q as reduction of B i /Q αi :
Formula (1) has to be used α i times for B i , hence we find
The next step consists of applying formula (2) in order to decrease the degree in X. If we write the result as
At this point we only need to know which B ′′ i will not be zero modulo p N . Using Euclidean division we can write B i (X, Γ) = t i (X, Γ)Q(X, Γ) αi+1 +s i (X, Γ), with deg X s(X, Γ) < (α i + 1)(2g + 1). This implies that
where writing the second term as j s ij / √ Q 2j+1 would give s ij = 0 for j < 0.
It is easily seen that for such an expression Lemma 15 remains true, regardless of the condition deg h(X) ≤ 2g, and hence for the valuation of the reduction of s i /Q αi+1/2 we find at least
This means we can confine ourselves to those i for which i/2 − 2 ≤ N , or i ≤ 2N + 4. The resulting denominator r αi gives then χ 1 = α 2N +4 , and the degree in Γ of the numerator satisfies
by a tedious but trivial calculation. We do have however not yet taken the reduction of t i √ Q in (5) into account. We will show that the condition N ≥ µ ensures that this contribution can be ignored. It is immediately clear that as
If t i = 0 then i ≤ pg by (7), and as we required that 2N +4 ≥ pg in the theorem, these t i will not be responsible for a bigger degree in Γ than χ 2 − 1. In order to show that ord(f (Γ)) ≥ −(log p (g) + 2) we have to do a little more work. The inequality certainly follows from (6) for the part s i /Q αi+1/2 in (5) above, but for t i √ Q this is not so clear. Writing
. Lemma 15 implies then that the valuation of the reduction of t i √ Q is dominated by the possible value for t i∆i Q ∆i , being
as can be checked directly.
Estimates on H and C
Proposition 18
The matrix H = rG becomes integral after multiplying by p 10g p−1 and consists of polynomials in Γ of degree at most 8gκ. Proof. The entries (rG iℓ ) of H are obtained by computing
where P := X i αQ and R := X i βQ and we have used formula (1) . This has to be reduced further with formula (2). We have that
Each reduction of X m dX/ √ Q using (2) increases deg Γ by at most κ, decreases deg X by at least 1, and introduces a denominator 2m − 2g + 1. Together this gives a denominator 2g m=6g−1 (2m − 2g + 1), easily seen to be a divisor of (10g)!, with order at most 10g p−1 . The degree in Γ is obtained by adding at most 4g − 1 times κ to 4gκ.
We note that if we would use Lemma 15, the above estimate could be improved, but this would not have any influence on the complexity estimates in the end.
In order to control the valuation of the entries of C, we need bounds for F (Γ) and F (0) −1 . The former was obtained in Proposition 17, and for the latter we have the following lemma.
Lemma 19 The matrix F (Γ)
−1 is also defined over S, and if ord(F (Γ)) ≥ ε for some real number ε, then ord( 
Lemma 20
Let s ∈ S and ε ∈ R such that for all γ ∈ S we have ord(s(γ)) = ε. Then 1/s ∈ S.
Proof. Multiplying s with a constant if necessary we may suppose that ε = 0, and hence ord(s(Γ)) = 0 as well. Let K be a finite extension field of Q q such that R(Γ) splits completely in K. If we can prove that 1/s ∈ S ⊗ K, then trivially also 1/s ∈ S. We write s(Γ) = k∈Z b k (Γ)R(Γ) k and choose δ > 0 such that ord(b k (Γ)) > δ · |k| for k ≫ 0. This implies that b k (Γ) ≡ 0 mod p δN for |k| ≥ N and N ≫ 0. From now on we only consider N big enough for these inequalities to hold. Let s N (Γ) := (s(Γ) mod p δN ), then it is clear that s 
is a polynomial of degree less than 2ρ ′ N . Let R be the set of roots of R(Γ) in K.
As ord(s 
If we define the integral polynomial s 
can also find a rational number t > 0 and an integral polynomial s 
Inverting s N (Γ) and substituting the above expressions yields
Now working as at the end of the proof of Lemma 10 we see that (1/s N ) N converges to an element of S.
In step 3 of the algorithm we compute C(Γ) = k C k Γ k using an expression of the form C k = 1 k (· · · ). With a trivial argument this yields an O(k)-bound for −ord(C k ). It is however possible to do much better if we use Dwork's trick. This works as follows: suppose C(Γ) converges on a certain disk with radius ε < 1. Then as
, C will also converge in the disk with radius p √ ε. Repeating this process leads to convergence on the open unit disk, and if we keep track of the orders we find even an explicit bound, as proven in the following proposition.
Proof. As just mentioned we use the deformation relation for F (Γ). Write α, β for lower bounds for the order of F (Γ), F (0) −1 . If we look at the coefficients of Γ 0 up to Γ p−1 (as matrices), we see that
We have seen that we can take α = −(log p (g) + 2) and β = −(2g − 1)(log p (g) + 2) − g, which proves the proposition.
By a similar calculation we find with (
Proof of correctness
In this section we will prove that the chosen values for the N i and M in the algorithm are sufficient in order to find the correct result. First of all, just as in Kedlaya's paper [15] it suffices to compute the zeta function modulo p N0 in order to determine it exactly. During the algorithm every multiplication of non integral p-adic numbers can generate a decrease in the accuracy. We will handle this problem by using Lemma 22 from [22] that says that the introduced error in the multiplication of two matrices with negative p-orders −x and −y is at most x + y. We will show that the loss in accuracy in step i is N i for i ∈ {3, 4, 6, 8}.
The fact that we have to compute F (γ) with precision N b = N 0 + N 8 can be seen as follows. The error that could be introduced while computing the product of the matrices F (γ) σ i has valuation at most an(log p g + 2), and computing det(I − Ft) cannot remove more than 2g p−1 + log p (2g) + 2gan(log p g + 2) ≤ 2gan(log p g + 3) of the resulting accuracy. Indeed, the worst appearing denominators in Newton's formula are (2g)! and 2g, and ord(Tr(F 2g )) ≥ −2gan(log p g + 2). Proposition 17 shows that the chosen N Γ and M suffice for step 7, and Lemma 22 will give N 3 . In the formula from [22] 
we have to calculate products of the form D k CD k where D k is the kth approximation of (C σ (Γ p )) −1 , obtained during the kth iteration of the Newton approximation. This has to be done log 2 N Γ times, hence we get N 4 . We can use the estimates for C, F (0) and (C σ (Γ p )) −1 for step 6, which is dominated by N 6 . A naive estimate using the formulae in step 3 would give a huge bound on the loss in precision, but the following lemma shows that we can do better.
Lemma 22
Denoting the exact solution of ∇ = 0 by C and our computed solution modulo p Na byC we find for
Proof. This lemma is from [19] , but we give a slightly different proof.
Truncating the right hand side in the computation ofC i modulo p Na in step 3
implies thatC is a solution of rĊ +CH = p Na E with E an integral matrix. We choose a matrix K such that E + KC = C. Then as ∇C = 0 and H = rG = −rC −1Ċ we see that −∇E = −(∇C − ∇(KC)) =KC + KĊ + KCG =KC on the one hand, and on the other hand −∇E = −p Na (∇C − ∇C) =
If we substitute Γ = 0, we see that this constant matrix will be the identity matrix. Hence we can conclude with
Recall that η = 2g log p (g) + g, then the remark after Proposition 21 implies for
The power series in the matrix 1 r E are integral, and integrating the coefficient of Γ k adds at most an order of log p k. Finally we multiply with C, so that
Remark that in fact we can prove more: let D be a matrix such that D mod Γ = 0 and ∇D is integral. Then D will satisfy the bounds for E in the lemma.
Complexity analysis
All the time estimates in this section are measured in bit operations, and memory requirements are expressed in bit space.
p-Adic computations
In this section we work modulo p ν for some positive integer ν, and we assume that every p-adic number has valuation at least −O(ν). Let Q q = Q p [x]/χ(x) as in step 1, then the memory requirements for an element of Q q are aν log 2 p, or O(aν) if we ignore the dependency on p. As pointed out in [2] , computing in such a quotient ring is essentially linear in the element size, hence O(aν).
Let us first consider calculating a power of Frobenius σ k with k = O(a) of an element α(x) of Q q ; we can suppose α(x) ∈ Z q as σ acts trivially on Q p . We start with computing σ k (x), and in the next step
We have that σ
k mod p by repeated squaring (this requires O(k) arithmetic operations in F q ). It follows now from the irreducibility ofχ that χ ′ (x p k ) ≡ 0 mod p, so we can start quadratic Newton approximation. The total cost for σ k (α(x)) is O(a 2 ν), if we evaluate α at σ k (x) in a (naive) efficient way as with Horner's method, using O(a) operations in Z q mod p ν . The memory cost is just O(aν).
In step 7 we need a representation of Q q n as Q q [y]/ϕ(y) such that y = γ, a Teichmüller lift ofγ. As described by Vercauteren [5, Section 12.1.2] we can compute in time O(anν) a polynomial f (z) -called a Teichmüller modulus -over Q p such that Q q n = Q p [z]/f (z) and z = γ. Heref , the reduction of f modulo p, is the minimal polynomial ofγ over F p (to be computed in time O(a 2 n 2 ) as in [28] ). Now we know that as ϕ(z) = 0, we can split f over Q q as ϕ · ϕ ′ for some polynomial ϕ ′ such thatφ andφ ′ are relatively prime. As it is easy to computeφ andφ ′ , again using [28] , we can use classical Hensel lifting [34, Section 15.4] for computing ϕ in time O(anν).
Finally we have to consider the action of Frobenius σ k on Q q n . The dependency on n of this step will dominate by far the overall complexity, hence any improvement here will immediately give better algorithms. Assuming k = O(an), we start again with computing σ k (y). A naive approach would be to reduce y p k modulo ϕ(y), but we can do this in a better way. Namely, compute in time
. Now we know that σ k (y) is also a Teichmüller lift, and Section 12.8.1 of [5] shows how to compute σ k (y) in time O(anν). For an element α(y) ∈ Q q n , we can compute σ k (α) in two different ways, resulting in the two complexity estimates of Theorem 1. We may assume that α(y) ∈ Z q n . Compute α
, which is the degree n − 1 polynomial over Z q obtained by applying σ k mod a to the coefficients of α.
Using Horner's method we obtain α σ k (σ k (y)) modulo ϕ(y) in time O(n(anν)) with memory requirements O(anν). All together we can thus compute σ k on an element of Q q n in time O(n 2 a 2 ν) and space O(anν). A second method is more complicated but gives the faster algorithm of Theorem 1. We will treat it in the following section, where (9) gives the fastest result, and (11) gives for each b ∈ [0, 0.5] a trade-off between required memory and time.
Fast modular composition of polynomials
The following exposition is based on Section 12.2 of [34] , but we have added a certain trade-off in time versus memory.
Write g(y) := α σ k (y) and η(y) := σ k (y), then these are polynomials over Z q of degree at most n − 1, whereas ϕ(y) has degree n. Our goal is to compute g(η(y)) mod ϕ(y).
Let b ∈ (0, 0.5] and define m := ⌈n b ⌉ and m ′ := ⌈n/m⌉ ≈ n 1−b . We proceed in a number of steps.
Step 1 We compute (trivially) polynomials g 0 (y), . . . , g (m ′ −1) (y) over Z q of degree at most m − 1 such that
and compute η(y) i mod ϕ(y) for i = 0, . . . , m − 1. This can be achieved in time O(manν) and space O(manν).
Step 2 For a polynomial f (y) we denote by [f (y)] the row matrix constructed from its coefficients (if necessary padded with zeroes), e.g. [y +2y
3 ] = (0 1 0 2). Consider the following product of an m ′ × m with an m × n matrix over Z q :
Continue now with step 3 or step 4.
Step 3 Taking b = 0.5, m ≈ m ′ ≈ √ n we have to compute in (8) the product of an m × m and an m × m 2 matrix, and as proven in [11, Section 5] this can be done using O(m 3.334 ) operations in Z q . This yields a time complexity of O(n 1.667 aν), and the memory requirements for (8) are O(mnaν) = O(n 1.5 aν). We can conclude that it is possible to compute σ k on an element of Z q n modulo p ν in O(n 1.667 a 2 ν) time and O(n 1.5 aν) space.
Step 4 If we do not compute the product (8) at once, we can gain some memory. Note that representing the result of the product in (8) requires already O(m ′ naν) bits of space. We divide the matrix formed by the polynomials g i (y) into ⌈m ′ /m⌉ matrices of size m × m: the first one, say G 0 , is given by {g 0 (y), . . . , g m−1 (y)}, and generally G k is given by {g km (y), . . . , g km+m−1 (y)}. The corresponding matrix products are computed one by one, schematically    . . .
Define g (−1) := 0 and compute for every k
This has to be alternated with the computation of the relevant matrix products above. At the end we have computed g (⌈m
bits of memory, the requirement for each single matrix product. It is clear that ( We note that for b = 0.5 this gives O(n 1.688 aν), precisely the same result as in [34, Corollary 12.5] .
Combining these results with the O(a 2 n 2 ) computation ofȳ
The complexity of the algorithm
We will use the following bounds:
) and the last constants We recall that we work modulo Γ NΓ , in steps 1 to 6 modulo p Na and in steps 7 and 8 modulo p N b .
Step 1 We can compute r, α and β with classical Gaussian elimination, which results in time O(g 3 · gκ · aN a ). Here we use an O(gκ) bound for the resulting degree in Γ. The net result is O(ng 5 a 2 κ 2 ). We could gain one factor g by using more sophisticated methods for computing the resultant as e.g. in [25] .
Step 2 We have to apply formula (2) O(g) times, and each time this requires O(g 2 κaN a ) calculations. Indeed, we can work with polynomials of deg X ≤ O(g) and deg Γ ≤ O(gκ) as proven in Proposition 18. As we have 2g basis elements to consider, this gives together O(ng 5 a 2 κ 2 ).
Step 3 The computation of a single C k consists of at most O(gκ + ρ) matrix products and such a product requires O(g ω aN a ) time. Here ω is chosen bigger than the exponent for matrix multiplication as defined in [34] , and we can take ω = 2.376. The number of C k 's to be computed is N Γ , so an overall time complexity is O(g 1+ω aκN a N Γ ) = O(n 2 g 4+ω a 3 κ 3 ). The memory requirements for representing C dominate this step, and are
). Note that for this last result we have to use Proposition 21 to ensure that there appear no denominators that are too big. Steps 4 and 5 require certainly less memory space than this step.
Step 4 The calculation of C σ (Γ p ) needs time O(g 2 aN a N Γ ), and the inversion costs O(g ω aN a N Γ ).
Step 5 If we look at the analysis of Kedlaya and take into account the higher accuracy N a , we find a time complexity of O(
Step 6 Step 7 This step is explained in more detail in Section 6.1. To computeφ we can use Shoup's algorithm which requires O(a √ n + n 2 ) time, and this can be ignored in the global complexity. To determine ϕ we need O(anN b ) of time, and to reduce g(y) modulo ϕ(y) takes O(aN b N Γ ) time due to [2] . Multiplying by r(γ) −M is negligible. As we have to do all this for the entire matrix, this step costs O(n 2 g 5 a 3 κ) and the size of the resulting matrix -with entries in
Step 8 Computing a O(an)th power of Frobenius as explained in the previous section costs time O(n 2.667 ga 3 ) respectively O(n 3 ga 3 ) with memory requirements of O(n 2.5 ga 2 log g) respectively O(n 2 ga 2 log g). For determining the product of the matrices we use fast matrix multiplication, resulting in
). Finally we compute the determinant using Newton's formula, for which we have to compute F ,
Taking the maximum of all the above requirements we find immediately Theorem 1. For the second theorem we only need to keep F (Γ) modulo p N b and to use steps 7 and 8, so this theorem follows as well. The following picture gives a graphical overview of the time/memory requirements for our and Kedlaya's algorithm, where the full line indicates the trade-off explained in Section 6.2. The values on the axes are to be seen as exponents for n in the complexity. For elliptic curves the above results are particularly interesting. It is well known that any elliptic curve in characteristic unequal to 2 can be described up to isomorphism by an equation
for some parameter λ; this is called the Legendre normal form. Moreover, if the original curve is defined over F q and has F q -rational 2-torsion, then λ will be in F q as well. If we define Q(X, Γ) := X ·(X − 1)·(X − Γ+ 1) over F p , we can hence reach every elliptic curve with rational 2-torsion with our deformation theory, and this over the prime field (a = 1) and with a linear deformation (κ = 1). Theorem 1 gives then that we can compute the zeta function of an elliptic curve over F p n in time O(n 3 ) and space O(n 2 ) or time O(n 2.667 ) and space O(n 2.5 ). More details can be found in Section 8.1.
If we compare this with Harley's result [10] , we see that his algorithm has the same space complexity, but the time complexity is better, O(n 2 ). The main reason behind this difference is the following. We have to compute the 'norm' of a 2 × 2 matrix over Q p n , which is the only step that requires time O(n 3 ). Harley however only has to compute the norm of an element of Q p n , and for this he uses a classical formula that expresses this norm as a resultant. More precisely, let Z p n = Z p [y]/f (y) with f (y) a Teichmüller modulus (see Section 6.1), then for α(y) ∈ Z p n we have
and this resultant can be evaluated very fast using an adaptation of Moenck's xgcd algorithm. All details of Harley's result can be found in Section 3.10 of [33] . In [14] we present a variant of our algorithm for genus 1 which has the same complexity as Harley's method. This works by 'semi-diagonalising' the matrix F (γ) and using the above fast norm computation. An implementation of this algorithm allows us to compute the zeta function of a random elliptic curve over F 3 100 in less than one second.
If the curve has no F q -rational 2-torsion, the parameter λ will be in an extension field of F q of degree at most 3, and the curves are isomorphic over an extension field of degree at most 6 (see Proposition III.1.7 in [29] ). If we compute the zeta function over this extension field, then it is possible to recover the original zeta function in an efficient but nondeterministic way, more details can be found in our forthcoming Ph.D. thesis [12] . However, in our paper [14] we were able to avoid this problem by choosing better families than the Legendre family.
More than one parameter families?
An interesting question would be to see how many hyperelliptic curves we can reach with a deformation as described in this paper. More precisely, for getting more curves over F q n we could increase the base field F q , the Γ-degree κ of Q(X, Γ), and even take the substitution Γ ←γ in a bigger field than F q n . Although we have no decisive answer on this matter, the fact that the moduli space of hyperelliptic curves of genus g in odd characteristic has dimension 2g−1 suggests that this is not possible in a useful way for g ≥ 2. Indeed, the number of 'families of degree ≤ κ' of the form Y 2 = Q(X, Γ) is clearly at most q (κ+1)(2g+1) , as there are 2g + 1 coefficients, all of the form α κ Γ κ + α κ−1 Γ κ−1 + · · · with all α i ∈ F q . Every family gives no more than q n curves, so an upper limit for the number of curves reached with a degree κ deformation is q (κ+1)(2g+1) q n . The dimension of the moduli space gives that there exist about q (2g−1)n hyperelliptic curves of genus g over F q n , hence for κ and g ≥ 2 fixed we really can have only a very small part of the possible curves. Of course it would be possible to increase a and/or κ to O(n), but this would not give a good algorithm (at all).
Implementation results
Until now we have considered only theoretical complexities, but in order to be of any practical use, the algorithm has to work at a decent speed in a concrete implementation. We have implemented a version of the algorithm with theoretical time complexity O(n 3 ) and space O(n 2 ), using the computational algebra system This gives an easier to implement and faster program (although not asymptotically). We require the base polynomial Q(X, Γ) to be defined over a prime field (of odd characteristic), and use a naive lift for Q q and Q q n and a Teichmüller lift for γ. The situation Γ = 0 is handled by Harrison's implementation of Kedlaya's algorithm as it is built-in in Magma. We will present a few concrete results of this algorithm, all achieved on a Pentium IV running at 2.4 GHz, using 1.5 GB of memory with SuSE Linux 9.0 as operating system. In trying to speed up the algorithm, we found that the crucial parameter is M , which depends on the convergence behavior of the entries of F (Γ). Experimentally a good value turned out to be M = (3n/2 + 10)pg/3, but some more tuning of this parameter may make the algorithm faster.
Elliptic curves
As mentioned before, Harley's algorithm has complexity O(n 2 ), and will hence be faster than ours, but to our knowledge it has not yet been implemented in Magma for odd characteristic -Magma uses the SEA-algorithm for such curves 9 . We always work with the Legendre family and a random parameter in the finite field. For small fields SEA is faster than the deformation, but for field sizes starting from about 3 100 , 5 60 or 7 40 the deformation algorithm is substantially faster. A few timing results are gathered in the following A parameterγ ∈ F 3 500 used 4605 seconds, and to get an idea of the object sizes involved: the p-adic accuracy in the beginning of the algorithm was N a = 298, the power series in Γ were computed modulo Γ NΓ with N Γ = 3048, and M was equal to 760. Most of the time was consumed by computing γ, F (γ) and F . It is indeed quite interesting to study which steps in the algorithm take most of the time. In the following tableF (Γ) stands for the analytical continuation of F (Γ) (which comes down to the product r M · F (Γ)), and C
−1 σ
is short for This table learns us that if the extension degree increases, the last steps (being precisely those which depend onγ) in the algorithm become more time consuming. This is to be expected, as they are precisely the steps cubic in n. Checking the correctness of the result took at most a few seconds.
To get an idea of the memory requirements, Magma reported 11.87 MB for γ ∈ F 3 100 and for γ ∈ F 3 500 the amount was 48 MB. This includes the kernel memory, approximately 3 MB.
Higher genus
The dependency on the genus is not as good as in Kedlaya's algorithm, and for g ≥ 5 the algorithm is not very useful anymore. In particular the use of memory -although being O(n 2 ) -grows then too big for even very small n. We tested a few higher genus curves as follows: Q is defined to be equal to X 2g+1 plus (a random polynomial over F p of degree at most 2g) plus Γ × (such a polynomial). For the parameterγ again a random element is chosen. For these higher genus situations it is interesting to take advantage of the deformation in order to compute more zeta functions within a family. Therefore we present all timing results as x/y where x is the time needed for the precomputation, and y the time for one parameter. The second columns below give the memory use in MB. The (K) in front of a row means that Kedlaya's algorithm was used for precisely the same curve. The most striking difference is the case with genus 2 over F 3 200 , where we tried a couple of different random equations, all of which gave similar results 10 . We note also that it was not even possible to try a genus 2 curve over F 3 400 with Kedlaya's method, as it would require approximately 5 GB of memory, eight times the amount used for 3 200 . For higher genus the advantage of deformation is more on the level of memory requirements 11 and computing within families.
The conclusion is that for low genus and a field size big enough, a deformation algorithm can give a substantial advantage over the 'classical approach', at least for curves in certain one parameter families. In particular the memory requirements drop dramatically, and after some precomputations it is rather efficient to compute concrete zeta functions.
