Abstract-In the new era of computing, SaaS software with different architectural characteristics might be priced in different ways. Even though both pricing and architectural characteristics are responsible for the success of the offering; the relationship between architectural and pricing characteristics has not been studied before. The present study fills this gap by employing a multi-case research. The findings accentuate that flexible and well-designed architecture enables different pricing models; however, poorly designed architecture limits also the pricing. Scalability and high level of modularity are the major enablers of a great variety of pricing models. Using public cloud services may lead to introducing usage-based pricing or in the contrary, making the pricing simpler. Applying multi-tenancy lowers the customizability, consequently the customers' negotiation power decreases. Pricing may give special requirements to the architectural design, such as scalability, customizability and additional components.
INTRODUCTION
Software-as-a-Service (SaaS) is both a delivery and business model defined by software architectural and business model characteristics. Recent literature describes SaaS as a multi-tenant, virtual, scalable and configurable application that is accessible through browser [1] - [4] . On the other hand, the SaaS model is understood as offered through a different revenue logic compared to the traditional licensed software, such as subscription-based and/or usage based pricing [2] , [5] - [7] .
The emerging diversity of SaaS pricing models [8] has an impact on the product development; including technical architecture and product design. While traditional software products might be priced at the final stage of the product development, pricing of SaaS has to be considered at the early design phase [9] . Consider the example of Google adfinanced pricing model. In this case, integration of advertisements into the software's front-end has to be designed early enough to allow monetarization. More common examples include incorporating usage measurement into the software because of the usage-dependent pricing units.
Besides the impact of pricing on the architecture, in some cases, the software architecture is responsible for limiting or enabling the use of different pricing model alternatives. For example, if the users' resource usage is difficult to estimate (e.g. the architecture does not have proper logging or there is no clear usage pattern), then the company might perform financially better with a usage-based pricing model, even though the sales department prefers fixed monthly fee (since customers wish to have an estimable budget). Thus, architecture and pricing are interrelated and the success depends also on the harmony between the software architecture and pricing model.
The interrelation of architectural and pricing characteristics has an impact also on the product development and management processes. To date, architectural decisions are usually made by technical staff of the company (architects and developers), while pricing related decisions belong to the responsibilities of business managers (product managers, product line managers, directors, sales managers, etc.) [9] . In many cases, these two units of the company do not interact with each other on daily basis; thus, the unsuitability of the software's pricing model and architecture might come to light too late causing avoidable losses. Hence, in cases when the software's architecture and its pricing are closely related, the knowledge of these interrelations is vital for both the technical lead and the business managers of the company. Surprisingly, the connection between architectural and pricing characteristics of SaaS software has not been studied before. To fill this gap, the aim of this research is to understand the impact the architecture and pricing models have on each other. As a result of a multi-case study of 5 companies, we aim to answer the following research questions: (1) How does software architecture enable and limit pricing models? and (2) What is the impact of pricing on the software architecture?
The contribution of the research is two-fold. First, the research proposes a theoretical model that describes the relationship between software architecture and its pricing models. Secondly, the managerial implications provide insights into (1) what technical details are important in decision making about pricing and (2) what pricing aspects may have an impact on the architectural decisions.
The structure of this article is as follows. In the next section, we give an overview on recent work related to SaaS architecture and cloud pricing. In Section III, we describe the research methodology used in this article. In Section IV we present the findings of our research. We conclude our paper with a summary and discussion in Section V.
II. LITERATURE REVIEW
In this section, first the current literature on cloud computing and SaaS architecture is presented. Thereafter, recent work on cloud maturity models is summarized. Then, the parameters of cloud pricing models are described. At the end of the section, the findings and the motivation for this article are discussed.
A. Cloud computing and SaaS architecture
Cloud computing provides access to computing resources, storage space, and software applications via internet as a service. Cloud computing can be divided roughly into three service layers. These consist of (i) Infrastructure as a Service (IaaS), which provides computation and storage capacity, (ii) Platform as a Service (PaaS), which provides software development tools and an application execution environment, and (iii) Software as a Service (SaaS), which provides applications on top of PaaS and IaaS [10] , [11] .
The SaaS model evolved from Application Service Provisioning (ASP) in the late 1990s [4] , [12] . ASP was developed as an alternative to on-premise software. It offered the possibility for clients to outsource the hosting and maintenance of the software to an ASP vendor [4] . The ASP model was based on a single-tenant architecture in which each customer had a customized version of the software in the ASP provider's server [13] .
SaaS architecture is similar to service-oriented architecture [2] , [13] . SaaS is a delivery model, software that is available through the network. Marston et al. reported virtualization (presenting an abstract, emulated computing platform to the users instead of the physical characteristics), multi-tenancy (a single instance of an application software serves multiple clients) and web service (communication over the HTTP protocol) as core architectural characteristics of SaaS software [1] . A well-defined SaaS architecture should be configurable (the application's appearance and behavior can be altered by the users), multi-tenant and scalable (maximized concurrency, effective use of application resources) [2] .
As a key characteristic, multi-tenancy is a requirement for a SaaS vendor to be successful [14] . In a multitenant architecture, a single instance of common code and data is shared between multiple tenants [15] . Besides the requirements of shared hardware resources, shared application and shared database instance, Bezemer et al. requires also high degree of configurability in look-and-feel and workflow from multitenant software [16] . Some researchers consider also multi-instancy as a form of multitenancy [14] , where vendors host separate instances for each customer within shared hardware [13] , [14] .
Multi-tenancy has many advantages. First of all, it improves the utilization rate of hardware resources and it eases the deployment and maintenance of the software. It also opens new data aggregation opportunities. These benefits result in lower maintenance costs that allow the provider to target also small and medium-size enterprises and thus to catch the "long tail" of the market. [2] , [15] , [16] On the other hand, there are also disadvantages of multitenancy. Since the tenants share hardware resources, a problem caused by one of the tenants have an impact also on other tenants. Sharing the same database also increases the importance of scalability, security and zero-downtime requirements. Because of increased configurability and thus more complex code, the development work might require more efforts than in case of single-tenant application [16] . Multi-tenant architecture does not allow high customization, since customer-specific configurations can only be made at the meta-data layer [17] .
B. SaaS software maturity
Some research groups suggest that a mature SaaS model can be achieved in an incremental way, and the maturity level of SaaS software depends on the level of SaaS architectural characteristics [2] , [13] or architectural and business characteristics [18] , [19] .
Regarding the architectural properties, these maturity models consider multi-instance, customer-specific ASP architectures as the least cloud mature architectures and they call scalable, configurable, and multi-tenant-efficient applications as the most mature ones [2] , [13] . However, different components can be at different maturity level. In the cloud maturity model of Kang et al., 16 different maturity levels are identified along Service Component and Maturity Level axes [19] . Besides the Data, System and Service components, the Business characteristics are also taken into account in this model. In Forrester's maturity model, 6 levels are identified that considers also the firm strategy as a key factor in cloud maturity. In this model, outsourcing resides at the lowest level, while firms at the most mature level offer dynamic business applications as a service [18] .
Other research groups focus on classifying the SaaS providers into different business archetypes, such as "pureSaaS" and "enterprise-SaaS" [20] , [21] . Pure SaaS refers to software that is simple to use and has low or no requirements for customization [22] . According to Benlian et al., pureSaaS products also have lower strategic significance in a customer's business processes compared to enterprise-SaaS products [20] . In addition, pure-SaaS products, such as office systems, may have lower inimitability [20] . Enterprise-SaaS, on the other hand, refers to software which is more complex and which may require support, involving integration with customers' existing IT systems [22] . According to Benlian et al. enterprise-SaaS, such as ERP systems, has high strategic value for customers, and inimitability is high [20] . They also found that the adoption of enterprise-SaaS has a high level of uncertainty. As a third group, Luoma et al. introduced the notion of a self-service SaaS archetype, which presents highly standardized applications with easy adoption [22] . In self-service SaaS, customers themselves find applications from the Internet, and evaluate and deploy the software. These applications are mainly targeted at individual consumers [22] . Berman et al. reveal three business archetypes representing the extent to which organizations use cloud computing: "Optimizers" use the technology to enhance the value proposition and improve efficiency, "Innovators" create new streams of revenues or even change their role in the value network, and "Disruptors" may generate totally new customer needs and segments, possibly even new value chains [23] .
As a summary, SaaS application cannot be classified in a discrete number of maturity types. The researchers accentuate that targeting the highest maturity level is not necessarily the best fit for every vendor. Software vendors should decide the service components that are shared across the customers and also the level at which these components are shared. Decision makers should take into account many factors, such as the business needs, the targeted customers, architectural characteristics, financial and operational considerations. In some cases, entering a higher level of SaaS maturity is not possible because of confidentiality and security aspects, or since customers may have legal or cultural resistance to multi-tenancy. Some applications can't be moved because the migration is not beneficial cost-wise or the nature of the product/ service requires isolated data and code. In some cases, it may be difficult to guarantee the SLA obligations (e.g. downtime, support options, disaster recovery).
C. Pricing models
SaaS software may be priced in many different ways. Even though one of the key conditions for commercial success of cloud services is the clearness and transparency of pricing for both customers and providers [3] , [24] , SaaS price models are very diverse and complex [8] . In software industry the most common revenue streams are: i) monthly or annual subscription fees, ii) advertising based revenue, iii) transaction based revenue (customers are charged based on the number of transactions they perform), iv) premium based revenue (revenue is generated from charging for premium versions besides the free versions), v) revenue from implementation and maintenance services and vi) software licensing [25] - [28] .
Software pricing in these above introduced revenue models may base on different aspects. The software pricing model parameters of Lehmann and Buxmann [29] and the SBIFT model of Iveroth et al. [30] are taken into account in the classification of cloud pricing models that describes these models along 7 dimensions [31] 
D. Summary
In summary, well-designed SaaS architecture requires virtualization, multi-tenancy, web service, scalability and configurability. Cloud pricing characteristics include scope, base, influence, formula, temporal rights, degree of discrimination and dynamic pricing strategies. Choosing the right maturity level requires architectural, business and operational considerations. Even though researchers paid increasing attention to both SaaS architecture and pricing models, there is no research paper focusing on the relationship between software architecture and pricing models.
III. METHODOLOGY
The aim of the research is to enable an in-depth investigation of a complex phenomenon in a real-life environment, where architectural and pricing decisions are made. Since the study aimed to understand the behavior of a firm rather than quantitative measurement, the case study method is suitable for this purpose [32] , [33] . The research setting for the study consists of five software firms marked with A-E (see TABLE I ). In order to gain a deep understanding on the phenomena, the following multiple criteria is used to select the cases: (i) the case firms develop software for different industries; (ii) the sample includes both recently established and relatively old firms; (iii) the sample includes both traditional software firms and SaaS companies; (iv) the sample includes SaaS with different cloud maturity level; (v) researchers have good access to the required information, as recommended by [34] . Multiple sources are used to gather data on each case firm. The data is collected primarily through semi-structured interviews with multiple decision makers of the case companies. In TABLE II, the number of interviews is presented with representatives of the case firms. The interviewees consist of Chief Executive Officers, vice presidents, sales managers, architects, technical leads and project managers. The interviews last cca. 60 minutes and they are all recorded and transcribed. Thereafter, the complete transcripts are sent back to the interviewees for review. Some of them commented on the content while other interviewees accepted the transcripts as they were. In addition to face-to-face meetings, information is gathered through phone calls and emails. Besides these, secondary information is gathered about the cases through web pages, brochures and press releases. We utilized content analysis as the data analysis method. The case data analysis consisted of three concurrent flows of activity [35] : (i) data reduction, (ii) data displays and (iii) conclusion-drawing/verification. In (i) data reduction phase, the data were given focus and simplified through compilation of a detailed case history of each firm. This is in line with Pettigrew [36] , who suggests that organizing incoherent aspects in chronological order is an important step in understanding the casual links between events. Thereafter, on the basis of interviews and other material collected from the case firms, we used tables to identify and categorize the unique patterns of each case under subtopics derived from the research questions. In addition, we used checklists and event listings to identify critical factors related to the phenomena encountered [35] . In (ii) the data display phase, we arranged the relevant data drawn from the findings of the earlier phase into new tables. In (iii) the conclusion drawing and verification phase first we concentrated on identifying the aspects that appeared to have significance for this study. At this stage we noticed regularities, patterns, explanations and causalities related to the phenomena. After conclusion drawing, we verified the results and carried out discussions in order to avoid misunderstandings. In the last stage of the research, we sent the manuscript to the representatives of each firm for review.
IV. FINDINGS

A. Overview of the case firms and relationship between architecture and pricing
In TABLE III, we provide a short overview of the case firms regarding the software architecture and pricing model of their main product or service. It can be seen from the table, that the companies are very different in terms of cloud maturity. However, subscription-based pricing is a common pricing model that is applied by each case firm. In TABLE IV, the relationship between architecture and pricing is presented. The first two columns refer to the first research question regarding the impact of architecture on pricing models. In the last column, the effect of pricing on the architecture is presented. It can be seen from the table that the relationship between architecture and pricing varies case by case. Architecture and pricing are closely related in case of firms A and E, where the firms migrate their software to public cloud resources. For the case firm A, introducing a new PaaS service with usage based pricing model is under progress. Likewise, the case firm E currently migrates its product to SaaS architecture, and as a consequence, the pricing model becomes simpler and prices will be lowered. Representatives of case firms A and E affirmed that both architecture and pricing characteristics are considered in decisions related to pricing and technical details. Pricing and architecture are interrelated also at the firm B, where welldesigned architecture enables many different pricing models. In return, these pricing models require high quality software. However, it is difficult to say, has the architecture impact on pricing or the other way around:
"Architecture affects pricing, pricing affects architecture … it is the egg-chicken problem … architecture and pricing are in symbiosis." Conversely, the relationship is loose in case of firms C and D. Firm C is a startup company of 3 employees, where neither the architecture nor the pricing is yet mature; currently the firm's main goal is to attract new customers and get references. The simplicity of both the architecture and pricing model does not allow close relationship between architecture and pricing. The firm concentrates on short-term goals like working software and appropriate pricing for the customers, where architecture and pricing are independent from each other.
Likewise, firm D is a small company consisting of only 8 employees. The firm's main activity is software development, while the channel partners are responsible for end customer service, helpdesk support and pricing. Firm D is not involved in pricing issues regarding the end customers; thus, architecture and pricing do not interact in case of their software. One of the interviewees representing firm D stated:
"Pricing has no impact on architecture. The interviewees all agreed that flexible and welldesigned architecture enables different pricing models; however, poorly designed architecture limits also the pricing. A representative of company A accentuates the flexibility and configurability as key architectural characteristics that enable different pricing models.
" Using public cloud services may lead both to introducing usage-based pricing or getting rid of it and make the pricing simpler. In the first case, company A introduces the SaaS service as a new service and expects the customers to pay for the public resources based on their usage. However, company E sees the cloud providers' usage log data as an advantage since it enables the firm to simplify its pricing. Customers prefer simple pricing where they know the fee in advance. With the excessive logging and monitoring data, the company can estimate the customers' usage more easily.
However, software architecture limits pricing models as well. Company A offers its software as a desktop application that has to be installed on customers' machine. The licensebased software is sold with a yearly fee per user. In addition to this software, the company wants to introduce a new cloud based service with subscription-based pricing model. Besides the monthly fees, the customers will pay for the used resources based on their usage.
A representative of company E mentioned that introducing SaaS architecture and multi-tenancy lowers the negotiation power of the customers. Customization is more challenging in a multi-tenant architecture and with the architectural change the strategy of the company moves from creating customized software towards offering standard software with configuration possibilities. This drawback of multi-tenancy has to be accepted for smaller maintenance costs in turn.
" In the future, the company wants customers to configure and maintain different part of the software themselves. The new architecture allows customers to configure the user interface and the business logic rules; they can create new users, new elements and maintain the old ones through a simple web interface. The goal of the company is to restrict the cost of customer-based maintenance work to zero. However, the low level of customers' influence on setting the price limits the pricing. As a result, the company's value proposition is communicated through a pricelist.
C. What is the impact of pricing on the SaaS architecture?
The representative of firm E stated that the need for great architectural changes comes from the sales department of the company. The architectural change is needed for two reasons. First of all, prices and therefore maintenance costs have to be lowered. The customers' higher expectations, the need of lower prices and the high competition place new demands on software architecture and development.
" Although the cost of the planned architectural changes is very high, it is seen as a required investment that has longterm benefit for the company and the only possible way that allows the company to grow.
Pricing may give special requirements to the architectural design. In case of company B scalability, high customizability and the use of public cloud providers' resources were the most important requirements from the sales department towards the technical team. In this company the software was priced already in the requirements specification phase of the development life cycle; therefore the requirements for pricing were taken into account in the architectural design. This finding is in line with Choudhary's finding: in most of the cases the subscription-based licensing leads to higher architectural requirements and greater investment in product development and that implies higher software quality [5] .
In case of companies A and C, change in pricing model may require additional components, such as different infrastructure, automatic billing or configuration tools. Thus, the technical team has to be consulted before implementing changes in pricing model to give work estimation.
Pricing models have an impact also on work prioritization. Interviewees of companies A and E discussed that in case usage-based pricing is introduced, first those functionalities have to be developed that enable usage-based pricing (company E) and those that generate more resource usage (company A).
V. CONCLUSIONS
SaaS is a multi-tenant, virtual, scalable and configurable web application [1] - [4] that is offered through subscriptionbased and/or usage based pricing [2] , [5] - [7] . The interrelation of architectural and pricing characteristics implies that basic knowledge on the offering's architecture is required for pricing decisions and pricing also affects the architecture. In this paper we presented the results of our multi-case study on the relationship between architecture and pricing.
Findings in this study reveal that architecture and pricing are tightly related in cases where the firm's value proposition resides at high cloud maturity level and hosting is outsourced to a public cloud provider. In this case architecture is an important factor in pricing, while pricing gives special architectural requirements. However, in case of startup firms, or smaller companies that focus only on software development, architecture and pricing have no or limited impact on each other.
Concerning the first research question, we found that flexible and well-designed architecture enables different pricing models; however, poorly designed architecture limits also the pricing. Scalability and high level of modularity are important characteristics that enable a great variety of pricing models. The decision of using public cloud services requires redesigning the pricing model as well. In some cases, the use of public resources leads to introducing usage-based pricing, while in other cases the pricing model becomes even simpler.
Introducing multi-tenancy lowers the customizability of the software; thus also the negotiation power of the customers decreases.
The relationship between SaaS architectural and pricing characteristics is visible in Figure 1 . In the figure, only those architectural and pricing characteristics are visible that have an impact on each other based on the findings. For example, the Base, Degree of Discrimination and Dynamic Pricing Strategy pricing characteristics are not affected directly by the architectural decisions; thus, these dimensions might be more influenced by the strategic decisions of the company and do not depend on the software architecture. In the figure, solid arrows represent enabling relationship between architectural and pricing characteristics, while dashed arrows are used to show the limiting relationship. The relationships marked in the picture with P1-P5 can be described as follows:
P1. Using public cloud services has an impact on both the Temporal rights and Formula dimensions. For example in case of company A, introducing a new service that uses public cloud resources implies use of subscription-based pricing model (Temporal rights dimension) with usage-dependent pricing metrics (Formula dimension). Conversely, migration to public cloud at the company E makes the pricing simpler and the pricing model with usage-dependent pricing metrics is replaced with subscription-based revenue logic (Temporal rights and Formula dimensions).
P2. The level of customizability has an impact on the possible influence of the customers on the pricing model (Influence dimension).
As an example, migration to a multi-tenant architecture lowered the level of customizability for case company E. This affects the pricing as well: standardization of the product/service leads to less negotiation.
P3. High level of service modularization enables many different bundling options (Scope dimension).
For example, the company B's software is a scalable and highly modularized application that is offered through three different revenue model: traditionally, through subscription and as part of consultancy services. P4. Multi-tenancy limits the customizability level that may limit the negotiation power of the customer (Influence dimension). For example in case of company E, the lower customizability implies less negotiation between the customers and the provider.
P5. High level of multi-tenancy enables different options
for the Temporal rights dimension of the pricing model. For example, migration to multi-tenant architecture at the company E enables subscriptionbased revenue logic. Concerning the second research question, pricing related decisions should be communicated early enough in the software development life cycle since pricing may give special requirements to the architectural design, such as scalability, high customizability and the use of public cloud providers' resources. This finding is in line with Choudhary's finding: in most of the cases the subscriptionbased licensing model leads to higher architectural requirements, thus, to greater investment in product development and that implies higher software quality [5] . Additionally, the findings reveal that if the pricing model changes, additional components may be required, such as different infrastructure, automatic billing or configuration tools. The pricing model has also an impact on the work prioritization.
The present study contributes also to the literature on understanding the business model changes due to migration from on premise to cloud services. We found that the use of cloud resources has an impact on the pricing model; namely, due to migration, the prices might be lowered and the pricing model might become simpler, or, usage-based pricing components might be introduced. Even though migration to cloud requires great investments, companies see this path the only way to survive under heavy competition in the market.
Due to the methodological circumstances, the findings of this study cannot be fully generalized. However, they can be used for further quantitative testing. Besides, the impact of pricing on the internal processes of the companies is also left for further studies.
