Nonlinear matrix equations arise in many practical contexts related to control theory, dynamical programming and finite element methods for solving some partial differential equations. In most of these applications, it is needed to compute a symmetric and positive definite solution. Here, we propose new iterative algorithms for solving three different types of nonlinear matrix equations. We have recently proposed a new algorithm for solving positive definite total least squares problems. Making use of an iterative process for inverse of a matrix, we convert the nonlinear matrix equation to an iterative linear one, and, in every iteration, we apply our algorithm for solving a positive definite total least squares problem to solve the linear subproblem and update the newly defined variables and the matrix inverse terms using appropriate formulas. Our proposed algorithms have a number of useful features. One is that the computed unknown matrix remains symmetric and positive definite in all iterations. As the second useful feature, numerical test results show that in most cases our proposed approach turns to compute solutions with smaller errors within lower computing times. Finally, we provide some test results showing that our proposed algorithm converges to a symmetric and positive definite solution in Matlab software environment on a PC, while other methods fail to do so.
Introduction
In several practical applications concerned with solving partial differential equations, control theory and ladder network design a symmetric and positive definite solution of a nonlinear matrix equation needs to be computed; e.g., see [1, 2, 3] . We consider the nonlinear matrix equation
with A i , i = 1, · · · , m, and Q being n × n matrices. For some special set of functions f i , i = 1, · · · , m, equation (1) turns to the usual nonlinear equations. Sayed [4] considered a class of nonlinear equations of the general form (1) with some special choices of the f i . He introduced an iterative algorithm to solve the equations. Here, we discuss three cases of interest:
Case 1: m = 1, f 1 (X) = X −1 . This leads to
which arises in contexts related to control theory; e.g., see [5] . Zhou [5] discussed a method for solving (2) . A similar equation
is also concidered, where 0 < q ≤ 1; e.g., see [6, 7] . In 2005, Hasanov [6] introduced a method for solving (3) . Also, in 2013, Yin [8] outlined a novel method for solving (3) . Assuming A = B + iC and Q = M + iN , a complex form of (3) is defined, whose solution was discussed by Guo [9] .
Case 2: m = 1, f 1 (X) = −X −2 . Then, the nonlinear equation
is at hand. This equation arises in solving special types of partial differential equations using finite element methods; e.g., see [2, 10] . Ivanov [10] disscused two iterative methods for solving (4) . Cheng [11] derived a purterbation analysis of the Hermitian solution to (4) . Also, Sayed [12] and Ivanov [2] introduced iterative methods for solving slightly different equations, X − A T X −n A = Q, with n ≥ 2 being an integer, and X + A T X −2 A = Q.
Case 3: m = 2, f 1 (X) = X −t1 , f 2 ( X) = X −t2 . This results in the equation
with different applications in control theory, dynamic programming and statistics; e.g., see [3, 13] . In 2010, Liu [3] described a method for solving (5) . Also, Long [13] considered an special case of (5) with t 1 = t 2 = 1 . After discussing some properties of symmetric and positive definite solutions of the corresponding nonlinear equation, Long outlined an iterative method to solve it. Pei [14] and Duan [15] considered another special case with A 2 = 0. They studied the conditions for existence of a symmetric and positive definite solution to the corresponding nonlinear equation and outlined two different algorithms to compute it. Solving some other nonlinear matrix equations has also been discussed in the litrature. For instance, solutions of the nonlinear equations
have been considered in [16, 17] . The remainder of our work is organized as follows. In Section 2, we describe our general idea for computing a symmetric positive definite solution to the above three different types of nonlinear matrix equations. In Section 3, we provide the details and outline three algorithms for solving the equations. Computational results and comparisons with available methods are given in Section 4. Section 5 gives our concluding remarks.
The general Idea
In [18] , we recently proposed a new method for solving a positive definite total least squares problem. There, the goal was to compute a symmetric and positive definite solution of the over-determined linear system of equations
where D, T ∈ R m×n , with m ≥ n, are known, using a total error formulation. Unlike the ordinary least squares formulation, in a total formulation both D and T are assumed to contain error. Hence, we proposed an error function
with tr(·) standing for the trace of a matrix. Then, the solution of the positive definite total least squares problem (6) was considered to be the symmetric and positive definite matrix X minimizing f (X). In [18] , we proposed positive definite total least squares with Cholesky decomposition algorithm (PDTLSChol) and positive definite total least squares with spectral decomposition algorithm (PDTLS-Spec) to compute the solution to the positive definite total least squares problems and showed that PDTLS-Chol has less computational complexity. In both algorithms, the key point is that since the objective function f (X) is strictly convex on the cone of the symmetric and positive definite matrices, the solution to (7) is the symmetric and positive definite matrix X satisfying the first order optimality conditions ∇f (X) = 0. It was shown that computing such a matrix is possible using the Cholesky or spectral decomposition of D T D. Here, we intend to make use of PDTLS-Chol to compute a symmetric and positive definite solution to some nonlinear equations. The general idea is to propose a linear approximation of the nonlinear equation and solve the corresponding linear problem in every iteration. To find a proper linear approximation, we define a suitable change of variables. We also make use of the iterative formula Y n+1 = Y n (2I − XY n ), as the Newton's iteration, to converge to the solution of X − Y −1 = 0 which is X −1 ; e.g. see, [19, 20] . In a total formulation, both the coefficient and the right hand side matrices are assumed to contain error. Hence, an error is also supposed for the inverse term in the linear subproblems and it seems to be a proper idea to approximate these terms by use of iterative formulas.
Therefore, in each iteration of our proposed algorithm for solving a nonlinear matrix equation, a symmetric and positive definite solution to the linear approximation of the nonlinear equation is computed using PDTLS-Chol. The process is terminated after satisfaction of a proper stopping criterion.
In Section 3, we discuss solving the nonlinear equation
for the specified three cases mentioned above. In the remainder of our work, by solving a nonlinear equation, we mean finding its symmetric and positive definite solution.
Solving the Nonlinear Equations
Here, the goal is to develop an algorithm to solve the nonlinear matrix equation
with A, Q ∈ R n×n . Assuming Q to be the n × n identity matrix, I, the matrix equation
is at hand. This equation arises in different contexts including analysis of ladder networks, dynamic programming, control theory, stochastic filtering and statistics; e.g., see [1, 5, 21, 22] .
We are to make use of the iterative formula
for the Y k converging to X −1 . Thus, to solve (8), we define the sequences Y k+1 and X k+1 by
starting with arbitrary symmetric and positive definite points X 0 , Y 0 ∈ R n×n . Hence, in each iteration of our proposed algorithm for solving (8) , after computing Y k+1 from (9a), we perform PDTLS-Chol for D = I and T = Q − A T Y k+1 A to compute X k+1 . In the remainder of our work, by X = PDTLS-Chol(D, T ), we mean that X is computed by applying PDTLS-Chol for the input arguments D and T . The advantage of this method, as compared to simply letting
A, is that X k+1 remains positive definite in all iterations. A proper stopping criterion here would be
where δ is close to the machine (or user's) zero, and ǫ is close to the unit roundoff error.
Next, we outline the steps of our proposed algorithm for solving (8) .
Algorithm 1 Solving the Nonlinear Matrix Equation
Choose the arbitrary symmetric and positive definite matrices X, Y ∈ R n×n .
3:
and
5:
Here, we consider solving the nonlinear matrix equation
where A ∈ R n×n . This equation arises in solving partial differential equations; e.g., see [2] . As before, defining Y = X −1 , we get
Hence, the iterative equation
needs to be solved. We make use of the formula
k+1 . Substituting X k+1 in (11), we get
Hence, Y k+1 can be computed using
Thus, in every iteration of our proposed algorithm, starting from arbitrary symmetric and positive definite matrices Y 0 , X 0 ∈ R n×n , we compute Y k+1 from (13) and X k+1 from (12) . A proper stopping criterion would be
with δ and ǫ as defined in Case 1. Now, X k+1 gives an approximate solution of (10). The described steps for solving (10) are summerized in the following algorithm.
Algorithm 2 Solving the Nonlinear Matrix Equation
Choose arbitrary symmetric and positive definite matrices X, Y ∈ R n×n .
.
5:
Let X = X(2I − Y X).
6:
Compute E = X − A T Y 2 A − Q . 7: until E ≤ δ + ǫ X . 8: end procedure 3.3. Case 3: m = 2, f 1 (X) = X −t1 , f 2 ( X) = X −t2 .
The nonlinear matrix equation
has applications in different areas such as control theory and dynamical programming; e.g., see [3] . To solve (14), we make use of the same change of variables as given in Section 3.2, (14), we get
Thus, the iterative equation
is generated, which is equivalent to
To update Y k to Y k+1 , one iteration of the formula,
is applied. Thus, in each iteration of our proposed algorithm for solving (14) , starting from an arbitrary symmetric and positive definite n × n matrix Y 0 , we compute X k+1 using (16) and then apply (17) to compute Y k+1 . Instead of starting from an arbitrary matrix Y 0 , as suggested in [3] ,
s is a suitable starting point. The stopping condition can be set to
k+1 with δ and ǫ as before. We now outline our proposed algorithm for solving (14) .
Algorithm 3 Solving the Nonlinear Matrix Equation
Choose arbitrary symmetric and positive definite matrix Y ∈ R n×n .
and X = U 1 s .
5:
Compute Y = Y (2I − XY ), and compute
until E ≤ δ + ǫ U . 7: end procedure Note 1. In [3] , an iterative algorithm was proposed for solving (14) . An advantage of Algorithm 3 is that in all iterations, X k remains positive definite because of using PDTLS-Chol for updating X k .
Note 2. Considering Case 3 with m > 2 results in the nonlinear matrix equation
The nonlinear equation (18) arises in the same contexts as (14) including control theory and dynamical programming; e.g., see [23] . A similar procedure to Algorithm 3 can be applied to solve (18) . In each iteration, it is appropriate to let
The process would be terminated when
Next, in Section 4, we discuss the necessary and sufficient conditions for the existence of solution for the three considered cases above.
Existence of Solution
In [3] , the necessary and sufficient conditions for the exitence of a symmetric and positive definite solution to Case 3 were disscussed. Here, we first recall the conditions in the following theorem and then make use of the theorem for special choices of parameters to provide the necessary and sufficient conditions for the existence of a symmetric and positive definite solution for Case 1. Finally, we point out a theorem from [10] about the sufficient conditions for the existence of a positive definite solution for Case 2. 
Proof. See [3] .
Theorem 2. Case 1 has a unique symmetric and positive definite solution if and only if A can be factored as
Proof. Making use of Theorem 1 for t 1 = 1, t 2 = 0, A 2 = 0 and s = 1, it can be concluded that Case 1 has a symmetric and positive definite solution if and only if A can be factored as
has orthogonal columns, or equivalently Q
In the following theorem, sufficient conditions for existence of a symmetric and positive definite solution to Case 2 are given. 
then, Case 2 has a symmetric and positive definite solution.
Proof. See [10] . Proof. The eigenvalues of AA T are equal to
Theorem 4. If all of the singular values of
Thus, we have
Hence, (20) results in
Now, substituting U with √ AA T gives (19b). Finally, we show that under the assumption σ i < √ 2α(α−1), (19c) holds. It is sufficient to substitute A 2 with
Consequently, to generate a test problem in Case 1 having a symmetric and positive definite solution, it is sufficient to choose A with singular values satisfying α (α − 1) < σ i < √ 2α(α − 1), for an α > 2. In the next section, we will use the above results to generate test problems with symmetric and positive definite solutions.
Numerical Results
We made use of MATLAB 2014a in a Windows 7 machine with a 2.4 GHz CPU and a 6 GB RAM to implement our proposed algorithms and other methods. We then applied the programs on some existing test problems as well as newly generated ones. The numerical results corresponding to cases 1, 2 and 3 are respectively reported in sections 5.1, 5.2 and 5.3.
In Section 5.1, first a table is provided in which the selected values for the matrices A and Q are reported. We then report the computing time and the resulting error for solving the nonlinear equation (8) using our proposed method and an existing method due to Zhou [5] . In one of these examples, a complex value for the matrix A has been chosen to affirm that our proposed method is applicable to both real and complex problems.
In Section 5.2, the computing times and the resulting errors in solving the nonlinear equation (10), for almost the same A and Q matrices as given in Section 5.1, are reported using our proposed method and the method discussed by Ivanov [2] .
In Section 5.3, we first provide three tables to present the values of A 1 , A 2 , Q, s, t 1 and t 2 for our test problems. We then report the computing times and the error values for solving the nonlinear equation (14) using our proposed method and the method described by Liu [3] .
Furthermore, in each section, we generate 100 random test problems satisfying the sufficient conditions for existence of a symmetric and positive definite solution discussed in Section 4. Representing the Dolan-Moré time and error profiles, we confirm the efficiency of our proposed algrithms for solving the random test problems.
To generate these test problems for cases 1, 2 and 3, we use the results of theorems 2, 4 and 1. respectively. For Case 1, assuming A = (LL T ) Q1=qr(rand(3*n)); Q2=Q1(:,1:n); L=Q2(1:n,:); N1=Q2(n+1:2*n); N2=Q2(2*n+1:
Finally, generating a test problem for Case 2 with a symmetric and positive definite solution is possible using the pseudocode below for an arbitrary α > 2:
s1=alpha(sqrt(alpha-1)) s2=sqrt(2alpha)(alpha-1) d=(s2-s1)*rand(n,1)+s1; D=diag(d); U=qr(rand(n)); V=qr(rand(n)); A=U*D*V';
Note. In pseudocodes 1, 2 and 3, the QR factorizations of 2n × 2n, 3n × 3n and n × n matrices need to be computed. Thus, the computing complexity of Pseudocode 3 is lower than the others and as seen in numerical results, it is possible to generate larger test problems for Case 2 without encountering a memory problem.
Results for solving (8)
In Table 1 , we see four test examples, assuming Q = I with different values for A, to test Nonlinear1 for solving (8) . 
In Table 2 , the computed solutions to (8) are reported for the considered examples. Table 2 : Computed positive definite solutions of (8) using Nonlinear1 for examples 1 -4 as reported in Table 1 . Table 3 represents the error values, E = X + A T X −1 A − Q , the computing times, T , and the number of iterations, n It , for solving (8) in examples 1 through 4 using our proposed algorithm, Nonlinear1, and the method introduced by Zhou [5] , denoted by Zhou's algorithm. Considering the results in Table 3 , it is concluded that our proposed method for solving (8) computes a symmetric and positive definite solution faster than Zhou's algorithm. The error values however are almost the same. We also compare these two algorithms in solving 100 random test problems later. These test problems are generated randomly using Pseudocode 1. In these test problems, the size of the matrix A is taken to be 5 × 5, 10 × 10, 100 × 100 or 1200 × 1200. It should be mentioned that our proposed algorithm was capable of computing the solution corresponding to a 1200 × 1200 matrix while the Zhou's algorithm encountered a memory problem. In figures 1 and 2, the Dolan-Moré time and error profiles are represented to confirm the efficiency of our proposed algorithm in solving (8) , showing more efficiency and lower error values. 
Results for solving (10)
Here, we compare the results of solving (10) with use of our proposed algorithm, Nonlinear2, and the algorithm due to Ivanov [10] . The assumed values for A and Q are almost the same as the ones in Section 5. In Table 4 , we report the computed solution X of (10) using Nonlinear2 for the four examples and with Q being equal to I. In Table 5 , to compare our proposed method in solving (10) for examples 1 through 4 with the method due to Ivanov [10] , denoted by Ivanov's algorithm, we report error values, E = X − A T X −2 A − Q , the computing times, T , and the number of iterations, n It . The reported results in Table 5 show that our proposed algorithm computes the symmetric and positive definite solution to (10) faster and with lower error values than Ivanov's algorithm. The Dolan-Moré time and error profiles are presented in figures 3 and 4 to confirm the efficiency of our proposed algorithm in computing a symmetric and positive definite solution to (10) over randomly generated test problems using Pseudocode 3. The size of the matrix A is taken to be 10 × 10, 100 × 100, 1000 × 1000 or 3000 × 3000. Although both algorihms were able to compute the solutions for large matrices, as shown in figures 3 and 4, the computing times and the error values are lower for our proposed algorithm. 
Results for solving (14)
Two test problems are reported in Table 6 . The first one is chosen from [3] . 105  66  58  15  41  73  66  154  67  50  88  121  58  67  109 15  71  61  15  50  15  28  37  57  41  88  71  37 113 136  73  121  61  57 136 In Table 7 , the error values, E, the computing times, T and the number of iterations, n It , are reported for solving (14) for examples 1 and 2 as in Table  6 , using our proposed method, Nonlinear3, and the method given by Liu [3] , denoted by Liu's algorithm. As seen in Table 7 , our proposed method for solving (14) computes the solution faster and with lower error values in example 1 and both methods perform exactly the same for the second example. Also, 100 random test problems were generated using Pseudocode 2. Here, the matrices A 1 and A 2 are taken to be 5 × 5, 10 × 10, 100 × 100 or 1000 × 1000. For 1000 × 1000 matrices A 1 and A 2 , our proposed algorithm could compute the solution while Liu's algorithm encountered a memory problem. The Dolan-Moré time and error profiles for these test problems are presented in figures 5 and 6. Considering figures 5 and 6, it can be concluded that our proposed algorithm for solving (14) computes the symmetric and positive definite solution faster and with lower error values. 
Concluding Remarks
Making use of our recently proposed method for solving positive definite total least squares poblems, we presented iterative methods for solving three types of nonlinear matrix equations. We provided linear iterative formulas by use of special convergent formulas and dedfining proper change of variables. To solve the resulting linear peoblems, we used our recently proposed method for solving total positive definite least squares problems (PDTLS-Chol). Compared with other methods, use of PDTLS-Chol for solving the linear problems offers two useful features. First, the solution in all iterations remains positive definite. Second, in a total formulation, as used in PDTLS-Chol, the right hand side matrix of a linear system is also assumed to contain error, and hence approximation of the inverse in the right hand side of the linear equations is not problematic. We outlined three specific algorithms for solving the three types of nonlinear matrix equations having applications in control theory and numerical solutions of partial differential equations. We then experimented with some existing test problems as well as our randomly generated ones for each of the three problem types and reported the corresponding numerical results. Comparing with the existing methods, the reported Dolan-Moré profiles confirm the effectiveness of our proposed algorithms in computing a positive definite solution with lower error values and lower computing times.
