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ABSTRAKT 
Bakalářská práce pojednává o problematice agilních metod vývoje softwaru. Teoretická 
část je věnována popisu rigorózních a agilních metod, jejich porovnání a následně je 
podrobněji popsána agilní metodika Scrum. Dále je provedena analýza současného 
stavu reálné společnosti, která je v procesu transformace na agilní metody a využívá 
Scrum. Na základě této analýzy jsou pak navržena řešení nalezených problémů. 
 
ABSTRACT 
This bachelor thesis describes the issues of agile methods of software development. The 
theoretical part presents the rigorous and agile methods and their comparison. It further 
describes the agile method Scrum in a detail. The study also includes the analysis of 
current situation of the real company, which is in the process of transformation to agile 
methods and the company uses Scrum. Based on this analysis, various solutions to the 
revealed problems are suggested. 
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ÚVOD 
S postupem doby jde všechno kolem nás dopředu, svět se vyvíjí. Děje se to již od 
začátku věků, s přibývajícími technologiemi a vyspělostí lidstva je však tento vývoj 
rychlejší a rychlejší. Hodinky umožňující fotografovat, přistupovat na internet či 
komunikovat s okolím? Zobrazování potřebných informací na sklíčku od brýlí nebo na 
kontaktní čočce? Auto schopné fungování v běžném provozu bez přítomnosti lidského 
řidiče? Co bylo před pár lety pouhým snem či fantazií, stává se dnes realitou a za chvíli 
bude běžnou součástí našich životů.  
Tyto změny mají však i druhou stranu mince, se kterou je potřeba počítat – a tou je 
zvyšující se rychlost těchto změn. Projektové řízení musí adaptovat rychle se měnící 
prostředí a z toho vyplívající potřebu změnových požadavků. Trh se mění, technologie 
a i naše poznatky jdou dopředu a lidé se jim snaží přizpůsobit. Požadavky kladené na 
projekt před jeho začátkem už mohou být na jeho konci, nebo i v průběhu, 
bezpředmětné. Tradiční metody projektového řízení jsou proto především z tohoto 
důvodu na ústupu a v posledních letech se prosazují metody agilní, které jsou navrženy 
tak, aby moderní dobu, rychlý vývoj a s tím související časté změny zvládly. 
Tato bakalářská práce se bude věnovat právě těmto agilním metodám a to 
v kontextu konkrétní softwarové firmy, v které již téměř rok1 působím na pozici Scrum 
Mastera (popis pozice viz kapitola 3.5.2). 
Práce je rozdělena do šesti kapitol, přičemž ta první nabízí uvedení do 
problematiky a následné definování cílů. Jelikož je práce vztažena k situaci v dané 
firmě, přináší o ní druhá kapitola základní informace. 
Ve třetí kapitole jsou zpracována teoretická východiska. Jsou v ní zmíněny tradiční 
i agilní metodiky vývoje softwaru. Velká část kapitoly se též věnuje metodice Scrum - 
tu si totiž zvolila společnost, na kterou je tato práce zaměřena. 
Čtvrtá kapitola obsahuje podrobnější analýzu stavu firmy a to se zaměřením na 
                                                 
1
 V době odevzdání této práce. 
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postup transformace z klasických na agilní metody. Jsou v ní znázorněny problémy 
společnosti, které mají v následující kapitole navržena řešení. 
 Závěr pak nabízí stručné shrnutí práce. 
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1 VYMEZENÍ PROBLÉMU, CÍLE PRÁCE A METODY 
ZPRACOVÁNÍ PRÁCE 
1.1 Vymezení problému 
Společnost2 v této případové studii podstupuje transformaci z tradičních metod 
vývoje softwaru na metody agilní a v průběhu času naráží na různá úskalí, která tuto 
změnu doprovázejí. Některá z nich jsou pro tuto situaci typická, jiná specifická 
vzhledem ke kontextu společnosti. 
1.2 Cíle práce 
Cílem této bakalářské práce je za pomoci teoretických poznatků a znalosti 
aktuálního stavu společnosti navrhnout vhodné kroky pro zlepšení současného 
fungování. Tento hlavní cíl lze rozdělit na dílčí cíle: 
 nastudování teoretických podkladů, 
 analýza současného stavu společnosti a nalezení prostoru ke zlepšení, 
 navržení vhodných řešení (v kontextu společnosti) nalezených problémů. 
1.3 Využité metody 
Informace potřebné pro zpracování analýzy byly získány během pracovního 
poměru ve společnosti a byly v rámci ní porovnávány s principy agilních metod 
a pravidly metodiky Scrum (která je ve firmě používána). V duchu těchto metod byly 
rovněž v poslední části navrženy kroky pro optimalizaci současného stavu ve 
společnosti. 
                                                 
2
 Z důvodu utajení není v rámci této práce uveden název společnosti a uváděné informace jsou 
pokud možno obecné. 
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Zmíněné agilní metody, především pak Scrum, jsou více rozvedeny v teoretické 
části této práce. 
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2 ZÁKLADNÍ INFORMACE O FIRMĚ 
Předmětem případové studie této bakalářské práce je poměrně mladá (v řádu let) 
a úspěšná česká firma zabývající se vývojem svého vlastního produktu, jenž je prodáván 
jako krabicový software3 a nabízí ucelené řešení dané problematiky. Většina zákazníků 
pochází z trhů v anglicky mluvících zemích. 
Za dobu své existence se společnosti podařilo vybudovat obsáhlou síť 
implementačních partnerů, kteří na jejím produktu staví řešení jejich vlastních klientů, 
což je také hlavní způsob prodeje produktu. Firma sama totiž implementační služby 
koncovým klientům nenabízí. 
Firmu od svého založení vlastní jediný majitel a v aktuální chvíli zaměstnává 
zhruba 140 zaměstnanců v různých státech světa, přičemž většina je umístěna v České 
republice. Zahraniční zaměstnanci jsou povětšinou obchodníci, konzultanti 
a uživatelská podpora. Z toho také plyne, že celý vývoj je umístěn v České republice, 
což s sebou přináší výhody i nevýhody, kterým se bude práce věnovat v kapitole 4 
(Analýza současného stavu). 
Díky úspěchům společnosti počet zaměstnanců poměrně rychle narůstá - jen za 
poslední tři roky došlo zhruba k jeho zdvojnásobení. To s sebou přináší i změnu z firmy, 
kde zná každý každého a komunikace je poměrně jednoduchá, na firmu větších 
rozměrů, kde důkladná informovanost všech zaměstnanců začíná být značně 
problematickou. Firma tak teď mimo jiné stojí před výzvou v podobě hladkého 
zvládnutí náboru nových zaměstnanců a zároveň udržení „rodinné atmosféry“. 
                                                 
3
 Krabicovým softwarem rozumíme produkt vyvíjený na základě obecných požadavků široké 
veřejnosti (tedy opak produktu na zakázku, který je vyvíjen pro konkrétního zákazníka). 
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3 TEORETICKÁ VÝCHODISKA PRÁCE 
V rámci této kapitoly bude vytvořen teoretický základ pro celou práci. Bude 
přiblížen agilní způsob vývoje, podíváme se na to, co mu předcházelo, jak vznikl a na 
jeho základní principy. Následně se detailněji podíváme na metodiku Scrum jakožto na 
zástupce agilních metodik. Povíme si o jeho součástech – rolích, artefaktech, činnostech 
a pravidlech. V poslední části budou představeny některé možnosti použití Scrumu na 
větších projektech. 
3.1 Metodiky vývoje softwaru 
Pod metodikou vývoje softwaru rozumíme jistý souhrn postupů, pravidel 
a nástrojů, jenž je používán pro návrh, plánování a řízení vývoje softwaru. Aktuálně je 
možné podle kritéria Váha metodiky rozlišit dva hlavní směry – rigorózní a agilní 
(BUCHALCEVOVÁ, 2009). 
3.2 Rigorózní metodiky 
Rigorózní (nebo též „těžké“) metodiky vychází z přesvědčení, že procesy 
používané při vývoji softwaru lze popsat, plánovat, řídit a měřit. Díky snaze 
o komplexnost definic všech souvisejících procesů a činností nabývají velké objemnosti 
(BUCHALCEVOVÁ, 2009). 
Typickým příkladem rigorózní metodiky je Vodopádový model, při kterém 
probíhají jednotlivé fáze vývoje postupně za sebou, jak znázorňuje obrázek 3.1. 
V první řadě je provedena analýza požadavků zákazníka, na základě kterých se 
udělá návrh. Ten se rozdělí na jednotlivé implementační úlohy, které se rozplánují 
a postupně naimplementují. Následně je celá implementace otestována a v případě 
úspěchu i nasazena. V tom okamžiku přichází poslední fáze v podobě provozu a údržby 
systému. Je důležité podotknout, že k další fázi je možno přejít pouze v případě 
kompletního dokončení té předchozí. 
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Obrázek 3.1: Vodopádový model, převzato z (MAUTILUS). 
Vodopádový model přinesl v době svého vzniku velký pokrok díky rozdělení 
celého procesu do jednotlivých fází, skrze které umožňoval opakovaný postup vývoje. 
Dnes je tento model kritizován například kvůli minimálnímu zapojení zákazníka 
do celého procesu, který tak nemá možnost kontrolovat postup prací. Vývoj je navíc 
často dlouhodobou záležitostí a na konci celého koloběhu tak produkt již nemusí 
splňovat zákazníkovy potřeby. 
I přes nevýhody má však tato metodika ve vývoji stále své místo, např. u projektů, 
které je potřeba promyslet do posledního detailu skrze různá bezpečnostní opatření. 
3.3 Agilní metodiky 
Jako reakce na stále komplexnější rigorózní metodiky, změny v prostředí či 
požadavky na pružné přizpůsobení se novým podmínkám začaly vznikat od druhé 
poloviny 90. let tzv. agilní metodiky (též známé jako „lehké“ či „odlehčené“). Ty 
prosazují myšlenku, že jedinou cestou, jak prověřit správnost navrženého systému, je co 
nejrychleji ho vyvinout, dát k dispozici zákazníkovi a na základě zpětné vazby ho 
případně upravit (BUCHALCEVOVÁ, 2009). 
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Zřejmě neexistuje žádná oficiální definice pro agilní vývoj softwaru, Scott W. 
Ambler (2009, s. 5) ho však ve své práci definuje takto: „Agilní vývoj software je 
evolučním (iterativním a inkrementálním) přístupem, který pravidelně produkuje 
kvalitní software s ohledem na vynaložené náklady a čas díky produktovému cyklu 
řízeného hodnotou. Je tvořen ve velmi kolaborativním, disciplinovaném 
a sebeorganizujícím prostředí s aktivní spoluprací zákazníka, aby bylo zajištěno, že 
vývojový tým chápe a řeší jeho měnící se potřeby. Agilní vývojové týmy doručují 
opakovatelné výsledky díky přijetí přiměřeného množství formalizovaných projektových 
postupů vzhledem k aktuální situaci.“ 
3.3.1 Manifest Agilního vývoje softwaru 
Jak již bylo napsáno výše, agilní metodiky nejsou žádnou novinkou posledních let, 
jejich rozmach však přišel právě po sepsání Manifestu Agilního vývoje softwaru (viz 
obrázek 3.2) v roce 2001. 
 
Obrázek 3.2: Manifest agilního vývoje softwaru, včetně seznamu původních signatářů (THE 
AGILE ALLIANCE, 2001a). 
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Manifest obsahuje čtyři základní hodnoty, za kterými stojí dvanáct doplňujících 
principů. Hodnoty vyjadřují preferenci věcí na levé straně oproti věcem na straně pravé, 
v žádném případě však nepopírají jejich význam, těm vlevo ale dávají větší prioritu 
(THE AGILE ALLIANCE, 2001b). 
„Objevujeme lepší způsoby vývoje software tím, že jej tvoříme a pomáháme při jeho 
tvorbě ostatním. Při této práci jsme dospěli k těmto hodnotám: 
Jednotlivci a interakce před procesy a nástroji 
Fungující software před vyčerpávající dokumentací 
Spolupráce se zákazníkem před vyjednáváním o smlouvě 
Reagování na změny před dodržováním plánu“ 
První bod zvýrazňuje důležitost lidí v rámci celého vývoje, jehož efektivita záleží 
především na jejich vzájemné interakci. Sebelepší nástroje a procesy nebudou mít, 
v případě absence schopných lidí a kvalitní interakce mezi nimi, velký význam. 
U druhé hodnoty je kladen důraz na skutečný cíl vývoje, kterým je doručení 
fungujícího kusu softwaru. Vývojový tým je tedy v rámci agilních metodik odstíněn 
od aktivit, které pro splnění tohoto cíle nejsou až tak důležité. 
Velmi podstatnou hodnotou je komunikace se zákazníkem během vývoje. Mít 
uzavřenou smlouvu je určitě důležité, nenahradí to však kvalitní komunikaci během 
procesu, kdy tým postupně zjišťuje, co přesně má být vlastně naimplementováno. 
A především zákazník je ten, kdo na to má odpověď. 
Poslední hodnota mluví o důležitosti vyhovět aktuálním změnám v plánu, které se 
mohou skrze situaci na trhu, aktuální potřeby, priority či technologie kdykoliv upravit. 
Plnit plán, který již vlivem těchto změn není aktuální, nemá význam. 
Principy stojící za Agilním manifestem (THE AGILE ALLIANCE, 2001c): 
„Naší nejvyšší prioritou je vyhovět zákazníkovi časným a průběžným dodáváním 
hodnotného softwaru. 
Vítáme změny v požadavcích, a to i v pozdějších fázích vývoje. Agilní procesy 
podporují změny vedoucí ke zvýšení konkurenceschopnosti zákazníka. 
Dodáváme fungující software v intervalech týdnů až měsíců, s preferencí 
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kratší periody. 
Lidé z byznysu a vývoje musí spolupracovat denně po celou dobu projektu. 
Budujeme projekty kolem motivovaných jednotlivců. Vytváříme jim prostředí, 
podporujeme jejich potřeby a důvěřujeme, že odvedou dobrou práci. 
Nejúčinnějším a nejefektnějším způsobem sdělování informací vývojovému týmu 
z vnějšku i uvnitř něj je osobní konverzace. 
Hlavním měřítkem pokroku je fungující software. 
Agilní procesy podporují udržitelný rozvoj. Sponzoři, vývojáři i uživatelé by měli 
být schopni udržet stálé tempo trvale. 
Agilitu zvyšuje neustálá pozornost věnovaná technické výjimečnosti a dobrému 
designu. 
Jednoduchost--umění maximalizovat množství nevykonané práce--je klíčová. 
Nejlepší architektury, požadavky a návrhy vzejdou ze samo-organizujících se týmů. 
Tým se pravidelně zamýšlí nad tím, jak se stát efektivnějším, a následně koriguje 
a přizpůsobuje své chování a zvyklosti.“ 
3.3.2 Agilní tým 
Na základě předchozích kapitol již máme celkem dobrou představu o tom, co 
všechno by měl agilní tým splňovat. Scott W. Ambler (2009, s. 7) uvádí těchto pět 
kritérií, podle kterých pozná, zda je tým opravdu agilní nebo to o sobě jen prohlašuje: 
„Funkční software – Agilní tým produkuje během vývoje pravidelně funkční 
software, typicky v kontextu krátkých, stabilních a časově ohraničených (time-boxed) 
iterací. 
Aktivní zapojení zákazníka – Agilní týmy úzce spolupracují se svými zákazníky, 
ideálně na denní bázi. 
Regresní testování – V agilních týmech, alespoň v minimální míře, vývojáři 
průběžně regresně testují. Disciplinované agilní týmy volí Test Driven Development 
(TDD). 
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Organizace – Agilní týmy jsou disciplinované, sebe-organizující, pracují 
v přiměřeném systému řízení a trvale udržitelným tempem. Agilní týmy jsou “ucelené“, 
mající dostatek lidí a znalostí, aby vznikla soběstačná skupina potřebná k dosažení 
daných cílů. 
Zlepšení – Agilní týmy pravidelně vyhodnocují průběh své práce, disciplinované 
týmy navíc měří míru vlastní spolupráce a snaží se pravidelně zlepšovat.“ 
3.3.3 Stručná charakteristika vybraných agilních metod 
V rámci této podkapitoly budou stručně zmíněni někteří zástupci agilních metodik, 
konkrétně: 
 Extrémní programování (XP), 
 Kanban, 
 Feature-Driven Development (FDD). 
V kapitole 3.5 je pak podrobněji představena metodika Scrum. 
Extrémní programování (XP) 
Metodika Extrémní programování vychází z běžně známých principů a postupů, 
které však podle Becka (2002, s. 10) „dotahuje do extrémů: 
 pokud se osvědčují revize zdrojového textu, budeme jej neustále revidovat 
(párové programování), 
 jestliže se osvědčuje testování, budou všichni neustále testovat (testování 
jednotek) a testovat budou rovněž zákazníci (testování funkcionality), 
 osvědčuje-li se návrh, zařadíme ho každodenně do činnosti všech 
(refaktorizace), 
 pokud se osvědčuje jednoduchost, vždy ponecháme systém s nejjednodušším 
návrhem vyhovujícím potřebným funkcím (to nejjednodušší, co ještě může 
fungovat), 
 jsme-li přesvědčeni o důležitosti architektury, budou ji všichni neustále 
definovat a propracovávat (metafora), 
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 jestliže se přesvědčíme o důležitosti testování integrace, budeme integrovat 
a testovat několikrát denně (nepřetržitá integrace), 
 pokud se osvědčují krátké iterace, uděláme je opravdu krátké: vteřiny, 
minuty a hodiny, a nikoli týdny, měsíce a roky (plánovací hra)“. 
Buchalcevová (2009) označuje metodiku jako velmi lehkou a dodává, že zavádí 
specifické praktiky jako párové programování, refaktorizaci nebo testování před 
kódováním. Přičemž praktiky a principy se netýkají jen oblasti softwarově inženýrské, 
ale i řízení a organizace. 
Kanban 
Kniberg a Skarin (2010) shrnují Kanban pro využití ve vývoji softwaru do těchto 
tří bodů: 
 vizualizace toku, 
 omezení limitu rozpracované práce (WIP4), 
 měření času dodání. 
Vizualizace toku se provede pomocí rozdělení práce na malé části, které se napíší 
na karty a dají na tabuli (příklad takové tabule je možno vidět na obrázku 3.4). Na té se 
s nimi následně pohybuje mezi sloupci, které jsou různě pojmenovány podle 
používaného pracovního postupu, a každý z nich představuje jeden z jeho stavů. Všem 
stavům je dále stanoven maximální počet položek, které v něm mohou být ve stejnou 
chvíli. 
Nakonec se měří průměrný čas dodání jednoho požadavku a optimalizuje se proces 
tak, aby byl co nejkratší a předvídatelný. 
Vallo (2010) mluví o Kanbanu jako o systému a ne jako o metodice, čímž 
zdůvodňuje absenci nástrojů na správu komunikace s klienty, řízení týmu či způsobu 
přípravy požadavků. 
 
                                                 
4
 Z anglického „Work In Progress“. 
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Obrázek 3.3: Příklad Kanban tabule podle Valla (2010), upraveno autorem. 
Feature-Driven Development (FDD) 
Metodika je založena na iterativním vývoji, který je řízen užitnými vlastnostmi 
produktu (viz feature-driven v názvu). Na začátku vývoje se vytvoří celkový model 
a pak se pokračuje ve dvoutýdenních iteracích, ve kterých je prováděn návrh i realizace 
jednotlivých užitných vlastností - malých výsledků nesoucích hodnotu pro zákazníka, 
které jsou srozumitelné, měřitelné a realizovatelné během dvoutýdenní iterace 
(Buchalcevová, 2009). 
 
Obrázek 3.4: Procesy metodiky FDD (PALMER). 
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FDD se skládá z pěti procesů (které jsou znázorněny na obrázku 3.4): 
 vytvoření celkového objektového modelu, 
 sestavení seznamu užitných vlastností, 
 plánování pro užitnou vlastnost, 
 návrh pro užitnou vlastnost, 
 realizace pro užitnou vlastnost (Buchalcevová, 2009; Palmer). 
3.4 Porovnání rigorózních a agilních metod 
Předchozí podkapitoly přinesly bližší seznámení s tradičními i agilními metodikami 
vývoje a ukázaly nám, že oba druhy vycházejí z odlišných předpokladů. V následující 
tabulce naleznete jejich porovnání z různých hledisek. 
 
Tabulka 3.1: Porovnání rigorózních a agilních metodik podle Buchalcevové (2009). 
hledisko rigorózní metodiky agilní metodiky 
náplň metodiky procesy, pohlíží na lidi jako na 
sekundární faktor 
praktiky, zaměřují se na „tacit“ 
znalosti, chápou lidi jako klíčové 
faktory úspěchu 
podrobnost  
metodiky 
procesy a činnosti jsou popsány 
velmi podrobně 
sotva dostatečná metodika, 
zaměřuje se na činnosti, které 
vytvářejí hodnotu 
kvalita zaměření na kvalitu procesů 
a předpoklad, že kvalitní procesy 
povedou ke kvalitnímu výsledku 
zaměření na hodnotu pro 
zákazníka a vysokou kvalitu 
produktu 
předvídatelnost předpokládá předvídatelnost 
budoucnosti, důraz na anticipaci 
(sběr požadavků předem, 
plánování předem) 
předpokládá nepředvídatelnost 
budoucnosti, důraz na adaptaci 
na změny (přírůstkové 
shromažďování požadavků, 
plánování pro iteraci) 
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hledisko rigorózní metodiky agilní metodiky 
změny změny podléhají řízení změn a je 
snaha změny minimalizovat 
změny jsou vítány, zákazníci 
mohou přehodnotit své požadavky 
definovatelnost  
procesu vývoje 
software 
vývoj software je definovaný 
proces, je možné jej bez problémů 
opakovat 
vývoj software je empirický 
proces, nemůže být konzistentně 
opakován, ale vyžaduje konstantní 
monitorování a adaptaci 
hodnota pro  
zákazníka 
přílišné zaměření na vlastní 
procesy, ne na výsledky pro 
zákazníka 
nejvyšší prioritou je uspokojovat 
zákazníka 
participace  
zákazníka na 
projektu 
jen v počátečních a koncových 
fázích, po podpisu dokumentu 
specifikace požadavků řízení 
přebírá tým technologických 
pracovníků 
přesun nositele řízení z týmu na 
zákazníka, zákazník je řídícím 
subjektem během celého projektu, 
při každé iteraci zákazník může 
měnit priority funkcí 
rozsah řešení vývojáři se snaží do systému 
zabudovat budoucí požadavky 
pouze požadované funkce, 
požadavek minimalizace 
vztah zákazníků a 
vývojářů 
zajištěn smluvně, nedůvěra důvěra a spolupráce 
lidský faktor sekundární, dokumentačně 
zaměřené procesy se snaží 
vykázat lidi do role zaměnitelné 
součástky 
primární, využívá individualit 
a silných stránek lidí 
kvalifikace lidí stačí standardní jedinci důraz na schopnosti, znalosti 
a dovednosti lidí 
specialisté versus 
generalisté 
požadavek úzké specializace lidí spíše generalisté než specialisté, 
sdílení znalostí v týmu, týmové 
řešení problému 
způsob řízení na základě nedůvěry, direktivní 
řízení, kontroly 
vůdcovství a spolupráce, je 
formováno na důvěře a respektu 
význam 
programování při 
vývoji SW 
důraz na architekturu, požadavky 
a návrh, kódování a testování jsou 
chápány jako činnosti s nízkou 
hodnotou 
důraz na programování jako 
činnost přinášející hodnotu 
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hledisko rigorózní metodiky agilní metodiky 
jednoduchost spíše složité řešení, které se snaží 
obsáhnout i budoucí požadavky 
důraz na jednoduché řešení  
žádné zabudovávání budoucích 
požadavků 
jednoduchá versus 
složitá pravidla 
metodiky se snaží popsat vše, 
s čím se může vývojový tým 
setkat 
obsahují generativní pravidla – 
minimální množinu věcí, které 
musíte dělat ve všech situacích 
modelování velký důraz na modelování, 
zejména modelování předem 
 
agilní modelování, při modelování 
nejde o model jako takový, ale 
o akt modelování, smyslem 
modelování je komunikace 
forma komunikace převážně písemná důraz na komunikaci tváří v tvář 
dokumentace rozsáhlá dokumentace podstatná není dokumentace, ale 
pochopení 
způsob vývoje spíše vodopádový, případně 
iterativní a přírůstkový s dlouhými 
iteracemi 
přírůstkový vývoj s velmi 
krátkými iteracemi 
ekonomika zdroje bývají proměnnou 
veličinou, která zpravidla roste 
snaha vždy realizovat nejvyšší 
hodnotu z daných peněz, cílem je 
hodnota pro zákazníka, ne 
perfektní systém, hodnota je 
kombinací funkcí produktu, které 
odpovídají potřebám zákazníka 
v určitý čas a za určitou cenu 
 
3.4.1 Projektový trojimperativ 
 „Klasický trojúhelník kvality říká, že výsledná kvalita je dána cenou projektu, 
dobou na něj potřebnou a množstvím implementovaných požadavků. Kvalita je pak 
výsledek a nachází se uprostřed tohoto trojúhelníku.“ (PROCHÁZKA a KLIMEŠ, 
2011, s. 70) 
V tradičních metodách vývoje softwaru se zafixuje požadovaná funkcionalita 
a může se změnit čas nebo cena. V ideálním případě by však mělo dojít vždy k doručení 
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výsledku za stanovenou cenu a v daném čase. Šochová a Kunce (2014) uvádějí, že 70 % 
projektů končí pozdě, nedodrží rozpočet nebo je v rámci nich dodáno něco jiného, než 
zákazník požadoval. 
Agilní metody ovšem zafixují čas a cenu, přičemž funkcionalita je proměnná. 
Může se tak stát, že zákazník nedostane kompletní produkt, nedojde však k nedodržení 
termínu a rozpočtu – tyto dvě věci jsou vždy pevně dané a zákazník dostane to z jeho 
pohledu nejdůležitější (sám si stanoví priority jeho požadavků), co se dá za dodržení 
těchto podmínek zvládnout. Pro lepší představu se podívejte na obrázek 3.5. 
 
Obrázek 3.5: Porovnání trojimperativu projektu v rigorózním a agilním přístupu, převzato z 
(SZLACHTA B. a P. SCHRIVASTAVA, 2013). 
3.5 Scrum 
V rámci této podkapitoly se zaměříme podrobněji na Scrum, jehož autory jsou Ken 
Schwaber a Jeff Sutherland. Tato kapitola bude čerpat především z jejich průvodce 
touto metodikou (SCHWABER a SUTHERLAND, 2013). 
Podíváme se na definici Scrumu a postupně si představíme jednotlivé role, 
artefakty a činnosti, ze kterých se skládá. 
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3.5.1 Základní informace 
Úkolem Scrumu je pomoci při zvládání složitých adaptivních problémů. Je 
jednoduchý a srozumitelný pro pochopení, ale zároveň obtížný pro dokonalé zvládnutí. 
Skládá se ze Scrum týmů a k němu přidružených rolí, činností, artefaktů a pravidel, 
přičemž všechny tyto součástí jsou nutné pro jeho úspěšné nasazení. 
Mezi důležité pilíře této metodiky patří: 
 transparentnost, 
 kontrola, 
 adaptace. 
Transparentnost je důležitá pro zajištění toho, že veškeré důležité aspekty jsou 
viditelné všem, kteří mají vliv na výsledek. Rovněž je vyžadováno, aby tyto aspekty 
byly sdělovány společným standardem. 
Je potřeba často provádět kontrolu artefaktů a postupu k cíli, aby se daly včas 
odhalit nepřijatelné odchylky. Kontrola však nesmí být tak častá, aby stála v cestě 
skutečné práci. 
Pokud se na základě kontroly přijde na to, že některý z aspektů procesu je mimo 
přijatelné hranice a výsledný produkt se tak stává neakceptovatelným, je potřeba tento 
proces adaptovat, a to co nejdříve. 
Scrum definuje čtyři body, v rámci kterých se provádí kontrola a adaptace, a které 
jsou součástí sprintu (iterace): 
 plánování sprintu, 
 denní schůzka, 
 vyhodnocení sprintu, 
 retrospektiva sprintu. 
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3.5.2 Role 
Scrum tým se skládá z Product Ownera, vývojového týmu a Scrum Mastera. 
Tyto týmy jsou sebe-organizující a multifunkční. Znamená to tedy, že si sami 
organizují svou práci (a nejsou tak řízeni nikým zvenčí) a že mají všechny schopnosti 
potřebné k tomu, aby dodali zadanou práci – tedy že nemusí čekat na nikoho mimo tým. 
Produkt je týmem doručován inkrementálně a iterativně. Díky tomu je zvýšena 
šance na kvalitní zpětnou vazbu od zákazníka, který má zároveň díky tomuto 
postupnému doručování vždy k dispozici potenciálně použitelnou verzi produktu. 
Product Owner 
Tato role je zodpovědná za maximalizaci hodnoty produktu a jako jediná může 
spravovat produktový backlog (viz kapitola 3.6.4 - Artefakty Scrumu). Proto se snaží 
jasně definovat jeho položky, uspořádává je podle priority, zajišťuje jeho 
transparentnost a to, že vývojový tým dostatečně rozumí všem položkám. 
Je důležité podotknout, že vývojový tým nesmí pracovat na požadavcích jiných 
osob, než je jejich Product Owner. Je nutné zajistit, aby veškeré nové podněty třetích 
stran šly výhradně přes něj. 
Vývojový tým 
Členové vývojového týmu jsou profesionálové, kteří dodávají inkrement produktu 
na konci každého sprintu. 
Vývojový tým je sebe-organizující a multifunkční. Jeho členové nemají jiný titul 
než vývojář (v rámci týmu neexistuje osoba s vedoucím postavením, všichni členové 
jsou na stejné úrovni) a tým neobsahuje žádné podtýmy, které by se věnovaly konkrétní 
oblasti (například testování nebo frontend). Jednotliví členové mohou mít specifické 
schopnosti, odpovědnost za výsledek jejich práce však nese celý tým. 
Ideální velikost vývojového týmu leží někde mezi pěti až devíti členy (LARMAN 
a VODDE, 2009). Menší týmy nemohou plně využít interakci mezi členy týmu, větší 
zase naopak vyžadují příliš mnoho koordinace. S tím souvisí i doporučení, že by měli 
členové sedět spolu v jedné kanceláři (Šochová a Kunce, 2014). 
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Scrum Master 
Scrum Master zaujímá roli „vedoucího týmu“, ne však v klasickém smyslu slova. 
Jeho prací není členům týmu rozdělovat práci (jak vyplývá ze sebe-organizujícího se 
týmu), ale být týmu k dispozici a „sloužit mu“. 
Jeho zodpovědností je seznamování s pravidly Scrumu (a principy agilních 
metodik) a hlídání jejich dodržování. Stará se o efektivitu týmu a funguje jako chránící 
mezičlánek mezi týmem a jakýmkoliv dalším prvkem, který by jej mohl ohrožovat. 
Podle průvodce metodikou napsaného jejími tvůrci lze služby Scrum Mastera 
rozdělit do tří částí (SCHWABER a SUTHERLAND, 2013): 
 služby Product Ownerovi, 
 služby vývojovému týmu, 
 služby organizaci. 
Pro všechny strany se Scrum Master stává tím, kdo vysvětluje a pomáhá v osvojení 
Scrumu a agilních hodnot. 
V rámci organizace tedy plánuje implementaci Scrumu, pracuje na jeho úspěšném 
pochopení všemi zaměstnanci a dalšími zúčastněnými stranami. Rovněž iniciuje změny 
vedoucí k vyšší produktivitě produktového týmu a na tom všem spolupracuje 
s ostatními Scrum mastery v organizaci. 
Product Ownerovi je Scrum Master nápomocen při hledání technik pro správu 
produktového backlogu a moderováním všech schůzek ve Scrumu, pokud je potřeba. 
Také hlídá připravenost produktového backlogu, a jasnost a stručnost jeho položek tak, 
aby průběh plánovacích schůzek byl co nejhladší. 
Tým vede směrem k sebe-organizovanosti a multifunkčnosti. Identifikuje 
a odstraňuje překážky bránící vývojovému týmu v úspěšném postupu a zlepšování se. 
Chrání tým od nežádoucích vlivů a motivuje ho k lepším výsledkům. 
3.5.3 Činnosti ve Scrumu 
V rámci Scrumu je stanoveno několik pravidelných činností (viz obrázek 3.6), což 
minimalizuje potřebu dalších schůzek. Všechny tyto činnosti mají určité maximální 
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časové ohraničení, a pokud je cíle činnosti dosaženo dříve, mohou i dříve skončit. Díky 
tomu nedochází k plýtvání časem. 
 
Obrázek 3.6: Průběh Scrumu podle (SUTHERLAND, 2010). 
Sprint 
Základním prvkem Scrumu je sprint (iterace), což je období, během kterého je 
vytvořen potenciálně použitelný inkrement produktu. Jednotlivé sprinty mají v rámci 
vývoje stejnou délku, kterou autoři metodiky limitují jedním kalendářním měsícem. 
Volba délky sprintu je závislá na vyvíjeném produktu a situaci. Je též potřeba mít na 
paměti, že čím je sprint kratší, tím častěji máme k dispozici novou verzi produktu, díky 
které je možné získat aktuálnější zpětnou vazbu od zákazníka. Dochází tedy ke snížení 
rizika pozdního podchycení případných změn, které je potřeba vzít v úvahu. 
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Začátek a konec sprintu jsou jasně stanoveny a po jeho začátku není možné tuto 
délku zkrátit či prodloužit. Stejně tak se nesnižuje kvalita cíle sprintu. Nový sprint 
navazuje okamžitě na konec toho předešlého. 
Během sprintu jsou vykonávány činnosti (jež jsou popsány dále), které umožňují 
transparentnost, kontrolu a jsou příležitostí k případné adaptaci nepřijatelných odchylek. 
Jejich vynechání může mít fatální následky pro výsledek sprintu právě kvůli ztrátě 
transparentnosti a možnosti adaptace. 
Mezi tyto činnosti patří: 
 plánovací schůzka, 
 denní schůzky, 
 vývoj, 
 vyhodnocení sprintu, 
 retrospektiva sprintu. 
Cíl sprintu 
Součástí každého sprintu je definice jeho cíle, který vývojovému týmu připomíná, 
proč se tento inkrement vytváří, a jehož je dosaženo implementací produktového 
backlogu. Cíl je jedním z výstupů plánovací schůzky. 
Zrušení sprintu 
Product Owner má jako jediný pravomoc zrušit sprint ještě před uplynutím 
plánovaného konce. Samozřejmě tak může učinit na základě informací od jakékoliv 
zúčastněné strany. 
K této situaci většinou dochází v případě, kdy se obsah sprintu stane neaktuálním, 
a pokračování v něm by již tak dále postrádalo smysl. Díky krátké délce sprintů však 
k takovým situacím dochází velmi výjimečně. 
Plánovací schůzka 
Během plánovací schůzky je za pomoci celého Scrum týmu rozvržena práce, která 
má být vykonána v rámci sprintu. Plán je vytvořen za pomoci těchto dvou otázek 
(SCHWABER a SUTHERLAND, 2013, s. 8): 
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 „Jaký přírůstek může být dodán na konci příštího sprintu? 
 Jakou práci bude nutno vykonat pro vytvoření přírůstku?“ 
V první části plánovací schůzky Product Owner představí záměr chystaného 
sprintu a položky produktové backlogu, po jejichž implementaci by se mělo tohoto cíle 
dosáhnout. 
Jakmile Scrum tým porozumí obsahu představovaných položek, odhadne, které 
položky během této iterace dodá. Počet položek zařazených do sprintu závisí pouze na 
vývojovém týmu, který jako jediný může odhadnout, co všechno je schopen do jeho 
konce dodat. Po určení obsahu sprintu spolu celý Scrum tým definuje jeho cíl. 
V druhé části schůzky začne tým odpovídat na otázku, jak bude naplánovaná práce 
realizována. Dojde k rozpadu jednotlivých položek a k detailnější technické diskuzi nad 
obsahem sprintu. 
Denní schůzka 
Vývojový tým se schází každý den na krátkou schůzku za účelem synchronizace 
a vytvoření plánu na další den. Délka schůzky by neměla překročit patnáct minut 
a většinou se koná každý den ve stejný čas a na stejném místě. Členové vývojového 
týmu na schůzce odpovídají na tyto otázky (SCHWABER a SUTHERLAND, 2013, 
s. 10): 
 „Co jsem včera udělal proto, abych pomohl vývojovému týmu splnit cíl 
sprintu? 
 Co budu dělat dnes proto, abych pomohl vývojovému týmu splnit cíl 
sprintu? 
 Vidím nějaké překážky, které brání mně nebo vývojovému týmu ve splnění 
cíle sprintu?“ 
Důležitou funkcí této schůzky je kontrola postupu týmu směrem ke splnění cíle 
sprintu, která umožňuje případnou adaptaci nepřijatelných odchylek. Dále zlepšuje 
komunikaci, identifikuje překážky a udržuje znalost každého člena týmu o aktuálním 
stavu projektu. 
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Je běžné, že po ukončení denní schůzky členové ještě debatují nad aktuálními 
otázkami. 
Vyhodnocení sprintu 
Na konci sprintu proběhne jeho vyhodnocení, v rámci kterého vývojový tým 
představí hotovou práci (představují se pouze plně dokončené položky obsahu sprintu) 
Product Ownerovi a ostatním zúčastněným stranám. Vývojový tým rovněž diskutuje 
o průběhu sprintu (o tom, co se dařilo, k jakým docházelo problémům a o použitých 
řešeních) a odpovídá na případné dotazy přítomných ohledně hotového přírůstku. 
Výstupem schůzky je zpětná vazba pro tým a aktualizovaný produktový backlog. 
K dispozici jsou rovněž vytipované položky pro další sprint. 
Retrospektiva sprintu 
Jako poslední schůzka sprintu je zařazena retrospektiva. Koná se po vyhodnocení, 
které může dát zajímavé vstupy pro retrospektivu a před plánovací schůzkou pro další 
sprint, aby mohly být případné změny okamžitě zavedeny. 
Retrospektiva je skvělou příležitostí ke zhodnocení sprintu týmem a pozastavení se 
nad tím, co šlo týmu dobře a co je případně potřeba do budoucna zlepšit. 
Výstupem by měl být seznam zlepšení, která se hned v dalším sprintu zavedou. 
Změny mohou být samozřejmě zavedeny kdykoliv během sprintu, retrospektiva však 
nabízí konkrétní prostor pro provedení kontroly aktuálního stavu týmu. Členové by však 
s případnými problémy k řešení určitě neměli čekat až na tuto schůzku. 
Backlog Grooming (přípravná plánovací schůzka) 
Během sprintu (většinou uprostřed) dochází též za součinnosti celého Scrum týmu 
ke schůzkám za účelem rozpadnutí a odhadnutí dalších požadavků v produktovém 
backlogu (ŠOCHOVÁ a KUNCE, 2014), kterou autoři metodiky ve svém průvodci 
nezmiňují, a je vlastně součástí plánovací schůzky. Skrze její zefektivnění a udržení 
pozornosti všech zúčastněných stran je vhodné tuto přípravnou část od samotné 
plánovací schůzky zcela oddělit a v tom nejlepším případě již mít předem k dispozici 
aktuální informace a odhady. Výhodu má toto rozdělení i ve vzniku kratších schůzek, 
které bývají snesitelnějšími a produktivnějšími. 
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3.5.4 Artefakty 
Jak již bylo několikrát řečeno, Scrum si zakládá na transparentnosti a možnosti 
kontroly. I scrumové artefakty jsou proto navrženy v duchu těchto hodnot. 
Produktový backlog 
Jako produktový backlog označujeme seznam všech požadavků na výsledný 
produkt, které jsou řazeny dle priority. Je jediným zdrojem těchto požadavků a za jeho 
obsah, dostupnost a transparentnost je odpovědný Product Owner. 
Produktový backlog nikdy není (a vzhledem k neustále se měnícím podmínkám ani 
nemůže být) úplný a během vývoje se stále upravuje podle aktuálních požadavků 
a priorit. 
 
Obrázek 3.7: Produktový backlog (RUBIN, 2012). 
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Na vrcholu backlogu se nacházejí nejvíce prioritní požadavky, které obsahují 
nejvíce detailů, jsou konkrétní (dostatečně rozpadlé na menší části dávající smysl) 
a jejichž odhad pracnosti je nejpřesnější. Takovýchto položek by mělo být zhruba na 
dva až tři následující sprinty (ŠOCHOVÁ a KUNCE, 2014). S postupným zanořováním 
se dostáváme k větším položkám s menší úrovní detailů a méně přesnými odhady. Na 
konci pak už jsou jen pouhé nápady. Pro lepší představu se podívejte na obrázek 3.7. 
Díky odhadům pracnosti jednotlivých požadavků a známé rychlosti týmu (rychlost 
je rovna součtu odhadů pracnosti hotových požadavků za sprint) může být zbývající 
práce k dosažení cíle kdykoliv odhadnuta 
Backlog sprintu 
Backlog sprintu obsahuje všechny požadavky, které tým odhadl, že dodá do konce 
sprintu. Jednotlivé položky jsou zde již týmem detailněji rozpadnuty na jednotlivé úkoly 
a je zde zobrazena veškerá práce, kterou tým určil pro dosažení cíle sprintu. V jeho 
průběhu tento obsah může být doplněn o další úkoly na základě nových informací, 
na které tým během vývoje přišel. 
 
Obrázek 3.8: Sprint backlog (STARR, 2012). 
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Na obrázku 3.8 můžeme vidět příklad backlogu sprintu. Úplně nalevo ve sloupci 
Feature vidíme pět položek z vrcholu produktového backlogu, ke kterým se tým tento 
sprint zavázal. Menší šedé obdélníčky v dalších sloupečcích představují jednotlivé 
úkoly stanovené vývojovým týmem vedoucí k úspěšné implementaci jednotlivých 
položek. Na obrázku tak vidíme, že požadavek A je zcela hotov, B je rozpracován a na 
ostatních se ještě pracovat nezačalo. 
Zároveň je na tomto obrázku vidět ideální průběh postupu týmu, který napřed řeší 
požadavek s největší prioritou (podle pořadí) a až je ten vyřešen, pouští se do dalšího. 
Opakem tohoto přístupu je situace, kdy tým rozpracuje více požadavků, což může ve 
výsledku vést k tomu, že budou na konci sprintu všechny pouze skoro hotové, ale žádný 
nebude hotov úplně. A zákazník tak nedostane žádný potenciálně nasaditelný inkrement 
produktu. 
3.6 Škálování Scrumu 
Poněkud složitější situací je nasazení Scrumu na větší produkt, na kterém pracuje 
více týmů. Jak píše Kniberg (2007), je to univerzální problém, který se netýká pouze 
Scrumu – více vývojářů znamená více komplikací. 
3.6.1 Počet Product Ownerů a produktových backlogů 
Šochová a Kunce (2014) píší v tomto případě o jednom Product Ownerovi (který 
bude zřejmě vzhledem k většímu počtu týmů potřebovat pomocníky) a jednom 
produktovém backlogu. Kniberg (2007) nabízí i jiné varianty, nicméně tuhle preferuje. 
Jako výhodu uvádí, že Product Owner se může soustředit pouze na svou část a samotné 
rozdělení požadavků nechat na týmech (stejně jako v případě plánování toho jak se bude 
požadavek implementovat – viz podkapitola 3.5.3 – k tomu mají i v tomto případě 
nejlepší předpoklady). 
Kniberg (2007) se rozepisuje i o průběhu plánovací schůzky s více týmy (nákres je 
možné vidět na obrázku 3.9). Schůzka je situována do velké místnosti. Product Owner 
postupně představuje požadavky z vrchu backlogu a to dokud jich není dost na pokrytí 
sprintu. Týmy si je následně rozeberou, umístí na svou tabuli a případně dělí na menší 
části. Samozřejmě dochází k diskuzi s Product Ownerem, vyměňování a vzájemné 
 36 
diskuzi mezi týmy. Zhruba po hodině mají týmy první verzi svého backlog sprintu, 
následně pracují na odhadech a rozpadávání na jednotlivé úkoly. 
 
Obrázek 3.9: Průběh plánovací schůzky více týmů podle Kniberga (2007). 
3.6.2 Synchronizační schůzky 
Často se stane, že je potřeba, aby se jednotlivé týmy domluvily na technickém 
řešení, případně synchronizovaly jiné informace. K tomu slouží tzv. Scrum of Scrums, 
kde se sejdou zástupci zainteresovaných týmů. Četnost záleží na mnoha faktorech 
(produkt, znalosti týmů, …), probíhá proto podle potřeby – někdy stačí párkrát za sprint, 
jindy je potřeba každý den (Šochová a Kunce, 2014). 
Někdy je však potřeba víc než to. Například Testeři z různých týmů by mezi sebou 
mohli rovněž sdílet cenné informace a znalosti. Kniberg a Ivarsson (2012) proto 
popisují (viz obrázek 3.10) situaci ve Spotify, ve které mají v rámci produktových 
skupin (Tribe) tzv. Chapter, které sdružují profesní skupiny (např. Testery, 
UX Designery), přičemž každá má svého koordinátora (liniového manažera).  
Trochu otevřenější skupinou pak jsou tzv. Guildy, v rámci kterých se setkávají lidé 
se zájmem o určité téma. Mají v rámci nich možnost se dále vzdělávat či diskutovat nad 
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možnými vylepšeními. 
 
Obrázek 3.10: Organizační struktura ve Spotify (KNIBERG a IVARSSON, 2012). 
Rovněž je doporučováno pravidelné setkávání Product Ownerů a Scrum Masterů 
(a to jak v rámci produktu, tak i celé firmy). I přes práci na různých projektech je to 
skvělá možnost získat od kolegů nové poznatky. 
 
 38 
4 ANALÝZA SOUČASNÉHO STAVU 
Tato kapitola popisuje situaci ve společnosti několik měsíců po mém nástupu na 
pozici Scrum Mastera, kdy jsem se rozhodl napsat tuto práci právě na téma zavádění 
agilních metod ve firmě se zaměřením na aktuální problémy, mimo jiné tedy i na 
škálovatelnost Scrumu. Firma totiž díky svým úspěchům roste a kromě tradičních 
problémů při transformaci z klasického vodopádového modelu vývoje softwaru na 
agilní přístup tak prochází i problémy spojenými s růstem počtu zaměstnanců. 
4.1 Organizační struktura 
Organizační struktura je poměrně plochá a jádrem celé společnosti je oddělení 
vývoje, v rámci kterého působilo během psaní této práce zhruba deset týmů. Tyto týmy 
jsou historicky vystavěny kolem modulů produktu, za které jsou rovněž odpovědné. 
V každém týmu jsou zastoupeny všechny profese, které jsou potřebné pro vývoj 
produktu od začátku do konce a jeho následnou podporu. Všechny jsou tak tvořeny 
několika Developery a vhodným počtem Testerů, kterých je většinou méně – na 
jednoho připadají zhruba dva až tři Developeři. Najdou se i takové týmy, které nemají 
žádné Testery, a Developeři si tak v souladu s metodikou Scrum testují vzájemně.  
Ve všech je rovněž přítomna role Technical Leadera, která typicky představuje 
nejzkušenějšího Developera v týmu, přičemž její úloha spočívá (kromě běžné 
developerské činnosti) především v předávání znalostí a podpory méně zkušených členů 
v jejich růstu. Tato role vznikla z původních Team Leaderů, kteří v době, kdy firma 
vyvíjela software za pomoci tradičních metod, zastávali roli manažera týmu. Tato 
situace od začátku byla velkou výzvou pro všechny zúčastněné a v některých týmech je 
doposud znát pozůstatek původních rolí. 
Dále mají k dispozici Technical Writera, UX Designera a Scrum Mastera 
(viz podkapitola 3.5.2). Všechny tyto role jsou však sdílené mezi více týmy – většinou 
dvěma. Důležitým a zatím nezmíněným článkem týmu je Product Owner (viz 
podkapitola 3.5.2). 
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V některých týmech začínají pomalu vznikat pozice Support Specialistů, kteří se 
soustředí především na jejich moduly, a odstraňují tak velkou část komunikace, kterou 
by jinak vedl support s konkrétním vývojovým týmem. Rovněž to přináší výhody jak 
pro support, v podobě kontaktní osoby, tak pro zákazníka, který tak může dostat svou 
odpověď na svůj dotaz od kvalifikovanějšího zdroje a většinou též rychleji. 
Jednotlivé profese (tedy Testeři, Technical Writeři, atd.) mají k dispozici i své 
koordinátory. Ti jsou zodpovědní především za vzdělávání zaměstnanců v tomto směru 
a jejich organizaci (ve smyslu přidělení k určitému týmu atd.). 
Umístění celého vývoje v rámci jedné pobočky přináší výhodu v podobě snadnější 
komunikace a šíření informací. Nese s sebou však také problémy s nabíráním nových 
kvalifikovaných pracovníků, kterých je na lokálním trhu nedostatek. Z tohoto důvodu se 
firma snaží pracovat se studenty místních vysokých škol a mnoho zaměstnanců tak svou 
kariéru ve společnosti započalo jako brigádníci během studia, třeba díky každoročně 
nabízené letní stáži na různé pozice. 
Zaměstnávání studentů je pro firmu skvělá možnost, jak získat talentované 
zaměstnance, zároveň však s sebou přináší komplikace v souvislosti s jejich 
nepravidelnou pracovní dobou a nárazovým poklesem docházky například během 
zkouškového období, s kterým je potřeba dopředu počítat. 
4.2 Velikost týmů 
Optimální velikost se pohybuje mezi 5 – 9 osobami (viz podkapitola 3.5.2), v rámci 
firmy se však dají najít týmy překračující tuto hranici na obou stranách, tedy příliš malé, 
ale i příliš velké. Je tomu tak z historických důvodů, kdy se vytvářely okolo modulů 
a jejich Technical Leaderů. Naráží se tak na jejich neefektivnost, nevyužití možnosti 
týmové komunikace či složité koordinaci a s ní související režií. 
4.3 Dlouhé release cykly 
Významným problémem společnosti jsou v aktuální chvíli velké rozestupy mezi 
vydáním jednotlivých verzí produktu. Ta poslední bude uvolněna téměř až po roce a půl 
od té předchozí, což velice nepříjemně ovlivňuje přístup týmů a vůbec není v souladu 
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s agilními principy, které mluví o průběžném dodávání fungujícího softwaru v krátkých 
intervalech v rozmezí týdnů až měsíců (viz kapitola 3.3.1).  
Většina týmů se snaží osvojit si právě Scrum a dodávat novou funkcionalitu 
v pravidelných iteracích dlouhých dva týdny. Tato dodávka se však k zákazníkům až 
do vydání nové verze nedostane (když pomineme uživatelská testování prováděná 
UX Designery na malém vzorku partnerů), a týmy tak nemají možnost dostat rychlou 
zpětnou vazbu od zákazníků na nově přidaný přírůstek a ani tak není možné ověřit, zda 
cesta, kterou se Product Owner vydal, je opravdu ta správná. Ztrácejí tak motivaci tyto 
dvoutýdenní iterace dodržovat, jelikož v nich nevidí moc velký smysl – produkt se 
k zákazníkovi pak přece dostane až jako celek. 
Dalším následkem tohoto dlouhého cyklu je, že případné úpravy funkcionality na 
základě zjištěné odezvy od zákazníků a oprava chyb přicházejí na řadu až za dlouhou 
dobu a týmům tak trvá, než se do dané problematiky opět dostanou – mezitím totiž 
řešily mnoho jiných záležitostí. 
S velkým zpožděním dochází také k ověření návratu investic, které byly do vývoje 
konkrétní funkcionality vloženy.  
4.4 Product Owneři 
Při začátku transformace z klasického způsobu vývoje na agilní se z důvodu 
nedostatku kvalifikovaných lidí rozhodlo, že pozice Product Ownerů budou zastávat 
lidé zevnitř firmy a to většinou Technical Leadeři jednotlivých týmů. Toto rozhodnutí 
bylo navíc posíleno znalostmi, které tito lidé o modulech jim svěřených měli. 
Díky tomuto rozhodnutí však byli Technical Leadeři postaveni do střetu zájmů, 
kdy měli jako Product Owneři odpovídat na otázku „co?“ (a proč) a zároveň jako 
členové vývojového týmu na otázku „jak?“. Což je proti pravidlům Scrumu, podle 
kterého má Product Owner odpovídat především za požadavky na systém, komunikaci 
se zákazníkem a návratnost investic. Obsazení těchto pozic nejzkušenějšími 
programátory proto způsobovalo mnohé komplikace, např. nedostatečnou znalost 
zákazníků a trhu. Zvládání obou rolí zároveň bylo rovněž časově velice náročné a ve 
výsledku pak docházelo k opomíjení povinností obou rolí, především však té nově 
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přidané. 
V době psaní této práce už však došlo k logickému rozdělení produktu na několik 
částí, přičemž jejich množství je menší než aktuální počet týmů, a vybrání Product 
Ownerů, kteří se budou této roli věnovat na plný úvazek. Tito vzešli především z řad 
Technical Leaderů. 
Situace však zatím ještě stále není optimální, toto rozdělení (ačkoliv logické) je 
totiž značně nerovnoměrné a zatímco jeden z Product Ownerů má k dispozici hned pět 
týmů (a je odpovědný za dvě produktové skupiny, přičemž v jedné jsou čtyři týmy 
a v druhé jeden), další má pouze jeden malý, který se navíc z velké části skládá ze 
zaměstnanců na částečný úvazek (studenti). Špatně řešitelná situace pak nastává hlavně 
v prvním případě, kdy je Product Owner velice vytížen a má velký problém v nalezení 
prostoru pro všechny potřebné schůzky u všech týmů. V druhém případě naproti tomu 
dochází k doručování velmi malých částí. 
 
Obrázek 4.1: Ukázka aktuálního rozložení produktových skupin (zdroj: vlastní zpracování). 
Pro lepší ilustraci aktuálního rozložení produktových skupin a pod ně spadajících 
týmů je přiložen obrázek 4.1. Vidíme zde tři Product Ownery (obrázek je pouhým 
výřezem, ve skutečnosti je jich ve společnosti více), z nichž první má k dispozici jeden 
vývojový tým (skupina C), druhý dva (skupina D) a třetí pět (skupiny A a B). Z obrázku 
je též patrné, že Scrum Masteři jsou sdíleni mezi více týmy. 
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Z mého pohledu vnímám jako aktuálně viditelný nedostatek Product Ownerů jejich 
slabou pozici, kdy ne všechna rozhodnutí mají ve svých rukách. Projevuje se to pak při 
schůzkách s týmem, kdy nejsou plně ztotožněni s tím, co prezentují, a nejsou tak 
schopni týmu vysvětlit hodnotu nových požadavků. Sami o ní totiž nejsou přesvědčeni 
a ani týmu tak nejsou schopni dát přesvědčivé odpovědi na jejich dotazy. 
4.5 Nejasné priority produktového managementu 
V předchozí podkapitole byl zmíněn vznik produktových skupin a zevrubně popsán 
vývoj Product Ownerů. Mezi tyto skupiny byly rozděleny všechny týmy a to podle 
jejich modulové příslušnosti. Product Owneři si mezitím rovněž stanovili svou vizi 
a naplnili svůj backlog položkami ke zpracování, kterým v rámci své části určili 
prioritu. 
Pro každou skupinu tak bylo určeno, co je v tuhle chvíli jejich hlavním tématem 
a co se v ní bude v rámci nejbližší doby vyvíjet. Nedošlo už však k dostatečnému 
porovnání priorit mezi jednotlivými skupinami a jediná viditelná prioritizace tak 
proběhla pouze skrze přidělený počet týmů k dané skupině. Ty s větším počtem týmů 
(případně lidí) totiž dostaly zdánlivě vyšší prioritu a tedy i lepší podmínky pro 
zpracovávání backlogu jejich Product Ownera. 
Ve výsledku toto přidělení týmů urychlilo odhalení problému, kdy první skupina 
vyvíjí méně hodnotnou funkcionalitu než ta druhá, které bude dodání této, více 
hodnotnější (a tedy i finančně zajímavější), funkcionality trvat podle odhadů ještě 
dlouho. 
Vzhledem k nejasnostem s prioritami mezi jednotlivými produktovými skupinami 
dochází i k problému s přidělováním nových zaměstnanců do týmů. Není totiž úplně 
viditelné, která skupina potřebuje posílit a která není až tak důležitá. 
4.6 Interní vývoj a podpora ostatních týmů 
V rámci společnosti existuje tým, který aktuálně spadá (společně s dalšími) pod 
jednu z produktových skupin a jehož náplní práce je kromě zpracovávání požadavků od 
jejich Product Ownera rovněž interní vývoj a podpora ostatních týmů. Svou kapacitu 
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mezi obě činnosti se snaží rozdělit přibližně na půl. O určování priorit interních 
záležitostí se stará Technical Leader týmu (a plní tedy vlastně zároveň i funkci Product 
Ownera pro tuto část). 
Výsledkem této situace byl tlak na tým ze dvou stran – od Product Ownera, který 
chtěl kapacitu týmu pro plnění produktového backlogu a kterého interní vývoj 
z pochopitelných důvodů až tak nezajímal, a od ostatních týmů, které potřebovaly pro 
úspěch ve svých sprintech jeho podporu (jejich požadavky byly zpracovávány 
Technical Leaderem „interního“ týmu, který se tak stal jakoby druhým Product 
Ownerem). 
Pro tým je tak těžké určit, která práce (konflikt dvou Product Ownerů) je pro něj 
v danou chvíli více prioritní a zároveň se stává úzkým hrdlem společnosti.  
4.7 Šíření informací a znalostí 
Od zaměstnanců jsou často slyšet stížnosti na malou informovanost 
o celofiremních záležitostech či o dění v ostatních týmech (potažmo částech firmy). 
A to i přes existenci několika platforem, které mají právě tohle zajišťovat. Rozdělit je 
můžeme na schůzky a nástroje. Zmíněny zde budou ty nejdůležitější. 
Jednou měsíčně (dříve čtvrtletně) se koná celofiremní schůze za účelem prezentace 
novinek v jednotlivých odděleních a informací o dalším postupu firmy. Ve stejném 
intervalu se také koná tzv. synchronizační schůzka celého vývoje, kde jsou 
prezentovány postupy jednotlivých týmů za uplynulé období a je také nastíněno, na čem 
budou týmy dále pracovat.  
Na obou schůzkách je samozřejmě i prostor pro případné dotazy. Ty bylo dříve 
možné pokládat i na tzv. týmových snídaních s vedením firmy, které měly velice kladný 
ohlas. V současné chvíli však z různých důvodů, především pak časové vytíženosti, tyto 
snídaně neprobíhají. 
Velmi podporována je i možnost kteréhokoliv zaměstnance uspořádat přednášku na 
téma, kterým se více zabývá a rozšířit tak do firmy své znalosti. 
Důležitými nástroji jsou systém pro sledování a řízení jednotlivých položek 
určených ke zpracování (Atlassian JIRA) a firemní intranet (Atlassian Confluence), 
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který slouží jak k šíření důležitých informací, tak i znalostí. Zajímavou iniciativou je 
používání sociální sítě Yammer, kterou bychom mohli označit za firemní Facebook. 
Výhodou tohoto nástroje je možnost rychlého sdílení aktuálních témat, zajímavých 
článků a poznatků a samozřejmě i diskuze nad nimi. Jakkoliv to však hezky zní, dostat 
tuto možnost do povědomí zaměstnanců natolik, aby byla plně využívána, je bohužel 
složitější a dlouhodobější proces. 
4.8 Technický dluh 
Společnost si je aktuálně vědoma technického dluhu5 (dále též i pouze jako dluh), 
který se za celou dobu vývoje produktu nahromadil. I z tohoto důvodu byly v rámci 
vývoje poslední verze vyhrazeny tři měsíce pouze na jeho likvidaci. Výsledkem však 
bylo, že se podařilo splnit pouze malou část toho, co se na začátku předsevzalo 
a některé týmy se k němu téměř ani nedostaly. To bylo způsobeno například obchodním 
tlakem na vývoj nové funkcionality (která již mohla být prodána zákazníkovi), což se dá 
označit i jako jeden z důvodů vzniku dluhu. Mezi další důvody můžeme zařadit 
například: 
 obsáhlost a pokročilé stáří produktu (je složité něco změnit v celém 
produktu, přejít na nové technologie, …), 
 růst společnosti (větší počet méně zkušených zaměstnanců, horší 
spolupráce a komunikace napříč firmou, …). 
                                                 
5
 Pichlík (2011) definuje technický dluh jako metaforu „popisující situaci, kdy vědomě či nevědomě 
uděláte technické rozhodnutí, které funguje v krátkodobém horizontu, ale z hlediska dlouhodobého vám 
může způsobit problémy“. 
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5 NÁVRHY ŘEŠENÍ 
V této kapitole budou navržena konkrétní řešení zapadající do kontextu firmy, 
který byl popsán výše, a to na tyto problémy: 
 nevhodné velikosti týmů, 
 nejasné priority, 
 interní vývoj, 
 spolupráce více týmů, 
 narůstající technický dluh. 
U každého bude k dispozici popis nákladů (vzhledem k procesnímu typu návrhů 
budou náklady pouze popsány, nikoliv konkrétně vyčísleny) a přínosů, které s sebou 
řešení přináší. 
5.1 Nevhodné velikosti týmů 
Týmy o malé velikosti by bylo vhodné doplnit o nové členy, což však v tuhle chvíli 
není možné z důvodu omezeného rozpočtu na nové zaměstnance (v návaznosti na 
očekávání nové verze produktu) a rovněž stále obtížnějšímu hledání nových 
kvalifikovaných pracovníků. 
U týmů na hranici doporučované velikosti (cca pět členů) navrhuji vyčkat na vývoj 
situace a doplnit je náborem nových zaměstnanců. U těch pod touto hranicí doporučuji 
šetrné sloučení s jiným týmem. Tato možnost se nabízí především u největší produktové 
skupiny obsahující čtyři týmy, které k sobě díky stejnému zařazení mají blízko a kde je 
většina pod doporučovanou velikostí. Některé mají navíc společně sdílené role, což by 
mohlo vzájemné integraci pomoci. 
Horší situace je u větších týmů, u kterých bylo v plánu (vzhledem k vysoké prioritě 
jejich modulů) rozšíření a následné rozdělení na dva. V prvé řadě by bylo vhodné 
ujasnit si s produktovým managementem, která produktová skupina by měla být 
rozšířena. Pokud by skupina měla v náboru prioritu, navrhuji vyčkat na nábor nových 
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zaměstnanců. Pokud ne, bylo by vhodné zkusit členům těchto velkých týmů nabídnout 
možnost přechodu do některého z těch menších, což by firmě pomohlo vybalancovat 
hned dva týmy zároveň. 
Jako nejvíce palčivou nyní spatřuji situaci okolo zmíněné produktové skupiny 
obsahující čtyři týmy s nedostatečnou velikostí. Její neřešení by mělo za následek 
pokračující nemožnost využití potenciálu týmové spolupráce a šíření informací nejen 
uvnitř, ale i do dalších týmů. Ty menší, které se věnují samotnému jádru celého 
produktu, se navíc pomalu stávají úzkým hrdlem, ve kterém stojí požadavky od 
ostatních.  
Navrhovaným řešením je proto (vzhledem k aktuální situaci s přijímáním nových 
zaměstnanců) spojit je do dvou týmů dostačující velikosti. To vyřeší i komplikace 
s vytížením Product Ownera, pro kterého je zvládání scrumových schůzek čtyř týmů 
velmi složité. 
Toto přeskupení bude mít ze začátku zřejmě negativní vliv na efektivitu a rychlost 
týmů spojený se zvykáním si na nové kolegy a poznáváním nových modulů. Ve 
výsledku by však měla být po tomto počátečním období skupina schopna pracovat 
efektivněji a lépe využít svůj potenciál. 
Náklady na navržené řešení 
Pokud bychom počítali s výše zmíněným negativním vlivem po provedení tohoto 
sloučení, a řekli, že týmy během tohoto období nic neudělají (což je nejhorší možný 
výsledek, pokud nepředpokládáme, že by jejich práci mohl zastat jiný tým – pak 
bychom museli přičíst i s tím související náklady), tak přímým nákladem jsou mzdové 
náklady za období trvání disfunkce. 
Do nepřímých nákladů bych pak zařadil zisk z funkcionality, která nebude 
vyvinuta a prostoje ostatních týmů, které nebudou moci dokončit svou práci včas 
(vzhledem k aktuální existenci závislostí). 
Shrnutí přínosů řešení 
 využití potenciálu týmové komunikace a spolupráce 
 rozšíření informací a znalostí (alespoň povrchních) na více lidí  
 47 
 lepší zastupitelnost v případě dovolené, nemoci nebo odchodu zaměstnance 
 možnost rychlejší reakce na požadavky 
 snížení počtu nutných schůzek a ušetření času (především Product 
Ownerovi, který se tak bude moci více věnovat své práci a lépe určovat 
prioritu požadavků v jeho backlogu) 
5.2 Nejasné priority 
Vzhledem k existenci několika produktových skupin, které si kladou za cíl věci 
s různou hodnotou, je potřeba mezi sebou tyto věci porovnávat a dle priority se jim poté 
i věnovat. Dává tedy smysl vytvoření něčeho, co bychom mohli nazvat celofiremním 
backlogem, ve kterém budou seřazeny položky z backlogů (na dostatečné a smysluplné 
úrovni rozpadu) jednotlivých Product Ownerů podle vzájemné priority a z kterého tak 
tedy bude viditelné, která položka má aktuálně pro firmu největší hodnotu. Této položce 
by se pak ideálně měly věnovat všechny týmy – tedy ne jen ty, které k ní mají historicky 
(skrze modulovou spřízněnost) blízko. Je však rovněž potřeba brát v potaz profilaci 
těchto týmů – některým může trvat určitá práce mnohonásobně déle než jiným a je pak 
na společnosti, zda se vyplatí investovat čas jinak profilovaného týmu do takovéto 
činnosti. 
Tento přístup by rovněž usnadnil problém řešený v předchozí podkapitole, jelikož 
by nebylo potřeba řešit priority mezi produktovými skupinami – šlo by především 
o funkční týmy (tedy s vhodnou velikostí) a alokování jejich kapacity na vývoj dané 
funkcionality. 
Náklady na navržené řešení 
Náklady na sestavení celofiremního backlogu jsou v podstatě zanedbatelné. 
Product Owneři o tématech svých backlogů již vzájemně komunikují na společných 
schůzkách – je pouze potřeba začít brát v potaz i celofiremní hledisko. 
Shrnutí přínosu řešení 
 přehledně seřazené priority firmy pro vývoj a z toho vyplívající investování 
kapacity týmů do práce přinášející největší hodnotu 
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 optimalizace a standardizace řešení problémů v rámci firmy  
 postupný vznik univerzálnějších týmů s podporou jejich nezávislosti 
5.3 Interní vývoj 
Často diskutovanou možností na vyřešení otázky interních věcí bylo alokování 
tohoto týmu pouze na ně. V návaznosti na to se však mluvilo i o jeho nedostatečné 
velikosti a potřebě rozšíření, aby bylo možno všechny interní požadavky zvládat. 
Rovněž se však objevily i obavy, že by takovýto tým měl vždy co dělat (sepsaný 
seznam požadavků by byl při jeho aktuální velikosti a plném alokování velice hrubým 
odhadem tak na tři roky, nemluvě o tom, co by přišlo v průběhu). Je také potřeba říct, že 
podobné řešení by nebylo úplně v souladu s agilními metodami, které se snaží o vznik 
samostatných týmů dokončujících zadanou práci od začátku do konce (viz podkapitola 
3.3.2). Jelikož by se k němu sbíhaly veškeré interní požadavky, je rovněž velice 
pravděpodobný vznik úzkého hrdla. 
Navrhovaným řešením je proto sdílení kódu i u těchto interních požadavků 
a v případě klíčových věcí stanovení jejich garanta, kterému by případná úprava přišla 
na review. Ostatní úpravy by samozřejmě procházely týmovým review, které je ve 
firmě již zavedeným standardem. 
Tento krok však nelze udělat okamžitě a potřebuje postupný vývoj. V tomto 
případě tak došlo k dohodě, že veškeré věci interního charakteru půjdou přes Product 
Ownera, který k nim (přičemž mu k tomu může pomoci i tým) zaujme některé 
z následujících stanovisek: 
 požadavek je prioritní a bude zpracován (pro firmu bude v tuto chvíli 
nejrychlejší, pokud ho zpracuje tým s potřebnými zkušenostmi), 
 požadavek bude zpracován tak, aby bylo pro ostatní týmy příště jednoduché 
zpracovat si ho nezávisle (požadavků tohoto charakteru bývá více – 
zjednodušíme jeho plnění), 
 požadavek v tuhle chvíli není prioritní, ale poskytneme veškerou součinnost 
pro dokončení jiným týmem (typicky konzultace, review, ...). 
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Náklady na navržené řešení 
Do nákladových položek se dá v tomto případě počítat zvýšení času potřebného na 
doručení některých požadavků (budou muset zapracovat i interní požadavek) - je to 
však diskutabilní, před tím by tento čas potřeboval speciální tým. Dalším nákladem 
bude aktuální průchod všech podobných záležitostí přes Product Ownera a možné 
zvýšení potřeby konzultací mezi týmy.  
Náklady zvýší i potřeba důkladněji vše testovat (napříč celým kódem), s čímž se 
však počítá i v návrhu v podkapitole 5.5 – zamezení narůstání technického dluhu. 
Shrnutí přínosu řešení 
 podpora univerzálnosti a nezávislosti týmů (nebude potřeba čekat, až se 
požadavku bude moci někdo věnovat) 
 vyvarování se vzniku úzkého hrdla (problém může vyřešit kdokoliv) 
a odstranění tlaku na tým původně spravující interní požadavky 
 šíření znalostí 
 lepší zastupitelnost 
5.4 Spolupráce více týmů 
S počátkem spolupráce většího počtu týmů (většinou v jedné produktové skupině, 
tedy pod jedním Product Ownerem) nad jednou částí produktu se objevila otázka jejich 
efektivní organizace. Tedy jakým způsobem vést jednotlivé schůzky, jak spravovat 
backlogy pro jednotlivé týmy či jak je účinně synchronizovat. 
Spravovat více backlogů pro jednu produktovou skupinu, především v případě té 
naší čítající čtyři týmy, se stalo velmi neefektivním. Product Owner rozděloval svou 
vizi nesmyslně do několika částí a ta se pro týmy stávala méně čitelnou. Při tomto 
rozdělování navíc hrozil vznik problému s prioritami, který je popsán v kapitole 4.5 na 
celofiremní úrovni, tentokrát ovšem v rámci skupiny. 
Postupně jsme tedy došli ke sjednocení backlogu celé skupiny do jednoho. 
Výhodou tohoto řešení je o poznání jednodušší správa pro Prodcut Ownera a přehledně 
viditelné priority dané skupiny. 
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Týmy si pak na společném planningu rozeberou (po domluvě mezi sebou, bez 
zásahu kohokoliv jiného) položky z vrchu backlogu (které by měly být natolik 
nezávislé, že je jedno, který z nich je bude řešit) a následně naplánují (každý zvlášť) 
práci, kterou je potřeba pro dokončení těchto položek vykonat.  
Společně pak probíhá i review na konci sprintu, které je přístupné celé firmě 
a v rámci kterého všechny týmy prezentují dokončenou práci. Společná review mají 
výhodu ve vzájemné synchronizaci týmů v rámci skupiny – všechny vědí, co bylo 
uděláno a jak se produktová vize posunula k cíli. 
O něco málo komplikovanější částí jsou groomingy, které se ve velké skupině 
stávají poměrně málo efektivní. Z toho důvodu se většinou konají u nových položek 
v malé skupině (nejlépe se zástupci ze všech týmů), a jejich cílem je dát Product 
Ownerovi prvotní odhad a poukázat na případné dotazy, které by bylo vhodné před 
hlavním groomingem mít zodpovězeny. Až následně se pak nové položky prezentují na 
groomingu, kde jsou přítomni všichni.  
Na plánovací schůzce (případně i na groomingu, pokud se již daná věc na nějakém 
předchozím probírala) se osvědčilo požádat o představení položky jednotlivé členy 
týmu, díky čemuž se podařilo prohloubit znalost o dané položce backlogu. 
Při spolupráci většího počtu týmů na projektu, který se řešil skrze větší část firmy, 
se nám osvědčilo pořádat tzv. Scrum of Scrums, které se konalo po denních schůzkách 
všech týmů a na kterém byl z každého přítomen alespoň jeden člověk. Hlavním cílem 
bylo sledovat stav v jednotlivých týmech (s možností okamžité reakce) a udržovat 
všechny informované o aktuálním dění. Rovněž máme dobrou zkušenost se zasíláním 
občasného newsletteru, který veškeré potřebné informace shrnuje. 
Náklady na navržené řešení 
Náklady jsou zanedbatelné, povětšinou se jedná o malé změny aktuálního 
fungování a žádná z nich je markantně nenavyšuje. 
Shrnutí přínosu řešení 
 úspora času - Product Owner nemusí řešit, co kterému týmu představí a co 
by měl který dělat, položky si rozeberou sami, rovněž se zmenší počet 
potřebných schůzek 
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 s menším počtem schůzek jsou Product Owner a Scrum Master schopni 
věnovat více času týmu (a dalším potřebným věcem) 
 nižší režie kolem udržování backlogu – stačí pouze jeden pro celou 
produktovou skupinu 
 udržování povědomí o aktuální situaci a vývoji (veřejná review, Scrum of 
Scrums) 
5.5 Narůstající technický dluh 
Pro řešení technického dluhu se nabízí možnost refaktoringu nebo zahození 
a napsání produktu od začátku. Druhá možnost nepřichází v případě takto komplexního 
řešení v úvahu (podobný krok by zabral mnoho času a rovněž by po nějakou dobu mohl 
znamenat udržování dvou verzí produktu), je však určitě možná v rámci dílčích částí. 
Kombinace obou možností se mi proto jeví jako nejvhodnější. 
Jak již bylo popsáno výše, společnost zkusila na tři měsíce pozastavit vývoj nové 
funkcionality a věnovat se pouze refaktoringu. To bohužel úplně nevyšlo podle představ 
a další prodloužení již není myslitelné. 
Navrhovaným řešením proto je postupná likvidace technického dluhu na úrovni 
týmů, kdy si v rámci každého sprintu vezmou kromě nové funkcionality na starost 
i určitou část dluhu. Toto sice zpomalí vývoj, ovšem nezastaví ho to úplně jako 
v předchozím pokusu a dluh se bude postupně spalovat. Kromě této speciální části by 
bylo vhodné významně počítat s refaktoringem i v nových funkcionalitách, které se 
nějakým způsobem dotýkají již vytvořeného technického dluhu a zpracovat ho v rámci 
práce na této položce. 
Aby tato postupná likvidace byla úspěšná (a viditelná), je potřeba přestat vytvářet 
dluh nový. Agilní metody obsahují mnoho prvků (například code review, standardizace 
kódu, společné vlastnictví, párové programování, TDD, …), které s tímto mohou 
pomoci. Rovněž je potřeba na dluh myslet již při odhadování nové funkcionality. Pokud 
dojde k situaci, kdy je potřeba něco dodat co nejrychleji, je nutné také upozornit na to, 
kolik to bude stát v budoucnu (třeba že další sprint nebude nic vyvinuto). 
Z tohoto též vyplývá, že je velice vhodné dluh evidovat a prioritizovat podobně 
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jako produktový backlog. Nejdříve zpracovanou částí dluhu tak bude položka, která je 
aktuálně nejpalčivější a která přinese největší hodnotu. 
Náklady na navržené řešení 
V první řadě bude nákladem tohoto řešení kapacita týmu, která bude na 
odstraňování technického dluhu použita. Ta bude navíc snížena permanentně a to kvůli 
snaze vytvářet další funkcionality bez dluhu. Nepřímým nákladem pak bude 
funkcionalita, která by teď mohla být vyvinuta v případě, že by se dluh neřešil. 
Shrnutí přínosu řešení 
 postupná likvidace známého technického dluhu 
 minimalizace vzniku nového 
 postupné zlepšování rychlosti a efektivnosti týmů (v návaznosti na likvidaci 
dluhu) 
 nepřerušený vývoj nové funkcionality (vývoj je pouze omezen) 
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6 ZÁVĚR 
V úvodu této bakalářské práce, jejíž název je „Aplikace agilních metod ve firmě“, 
byl stanoven cíl, kterým bylo za pomoci teoretických poznatků a znalosti aktuálního 
stavu reálné společnosti (která se nachází v procesu transformace na vývoj pomocí 
agilních metod, konkrétně Scrumu) navrhnout kroky vedoucí ke zlepšení jejího 
současného fungování.  
Cíl byl následně rozdělen na tři dílčí cíle, přičemž každému z nich je v této práci 
věnována jedna ze tří základních kapitol.  
Těmito dílčími cíli bylo: 
 nastudování teoretických podkladů (viz kapitola 3), 
 analýza současného stavu společnosti a nalezení prostoru ke zlepšení 
(viz kapitola 4), 
 navržení vhodných řešení (v kontextu společnosti) nalezených problémů 
(viz kapitola 5). 
První ze tří základních kapitol se tedy zabývá teoretickými východisky a jsou v ní 
popsány tradiční (rigorózní) i agilní metody vývoje softwaru. K dispozici je i jejich 
vzájemné porovnání. V popisu agilních metod je důležité zmínit Manifest agilního 
vývoje softwaru a za ním stojících dvanáct principů. Obojí je totiž základem této práce 
a jsou k tomu vztahovány další její části. Konec kapitoly je pak věnován popisu 
konkrétní agilní metodiky, kterou je Scrum. To z toho důvodu, že společnost 
v případové studii si vybrala právě tuto metodiku. 
V další části je popsána provedená analýza společnosti, která je velmi důležitá pro 
správné pochopení všech souvislostí týkající se firmy. V kapitole je tak zobrazen 
aktuální stav, který ukazuje prostory ke zlepšení. 
K těm jsou v další kapitole navržena řešení, přičemž u každého z nich je popsána 
jeho ekonomická náročnost (vzhledem k charakteru řešené problematiky se nejedná 
o náklady vyjádřené konkrétními čísly, nýbrž o popis toho, co všechno je potřeba brát 
v úvahu) a souhrn očekávaných přínosů. 
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Splněním dílčích cílů tak bylo dosaženo hlavního záměru této bakalářské práce. 
Některé z navržených řešení je možno provést poměrně rychle, jiná potřebují času více. 
Již realizovaným návrhem je například spojení týmů popisované v kapitole 5.1. Na 
hodnocení úspěšnosti je však zatím brzy. 
V budoucnu by bylo možné práci rozšířit o další návrhy, v rámci zpracované 
analýzy vidím dále prostor například v řešení dlouhých release cyklů, automatizaci či 
většího důrazu na testování. 
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