Extension of Automated animation framework by Chmiel, Jiří
VSˇB – Technicka´ univerzita Ostrava
Fakulta elektrotechniky a informatiky
Katedra informatiky
Rozsˇı´rˇenı´ frameworku pro animaci
algoritmu˚
Extension of Automated animation
framework
2009 Jirˇı´ Chmiel
Prohlasˇuji, zˇe jsem tuto bakala´rˇskou pra´ci vypracoval samostatneˇ. Uvedl jsem vsˇechny
litera´rnı´ prameny a publikace, ze ktery´ch jsem cˇerpal.
V Ostraveˇ 1.5.2009 . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Ra´d bych podeˇkoval vedoucı´mu me´ bakala´rˇske´ pra´ce Ing. Davidovi Jezˇkovi za jeho
podneˇtne´ na´vrhy a cˇas, ktery´ mi veˇnoval.
Abstrakt
Pra´ce se zaobı´ra´ analy´zou, na´vrhem a vy´vojem aplikacˇnı´ho ra´mce umozˇnˇujı´cı´ho jedno-
duchou definici zdrojove´ho ko´du algoritmu napsane´ho v programovacı´m jazyce Java a
jeho na´slednou automatickou vizualizaci. Prˇi na´vrhu budu kla´st du˚raz na jednoduchost
pouzˇitı´ a hlavneˇ znovupouzˇitelnost. Popisovat budu hlavneˇ mysˇlenky ohledneˇ definice
a prova´deˇnı´ ko´du a jeho prova´zanosti s vizualizacˇnı´mi prvky. Pote´ budu popisovat jeho
na´slednou implementaci. Vyvı´jeny´ aplikacˇnı´ ra´mec bude u´cˇinny´m na´strojem na tvorbu
pomu˚cek, ktere umozˇnı´ vyucˇujı´cı´m efektivneˇji vysveˇtlovat a studentu˚m sna´ze cha´pat
principy za´kladnı´ch algoritmu˚ pouzˇı´vany´ch v informatice.
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Abstract
Thiswork is concernedwith analysis, design anddevelopment of an aplication framework
enabling a simple definition of the source code of the algorithm, written in the Java
language, and its follow-up automatic visualization. When designing, I’ll accentuate on
simplicity of using and possibility of reuse. I’ll mainly describe the ideas about definition
and execution of the code and its interconnection with visual elements. After that I’ll
describe its follow-up implementation. This aplication framework will be an effective
tool for creation of the teaching materials, which will allow effective teaching and easier
understanding of principles of the basic algorithms used in computer science.
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61 U´vod
Kazˇdy´ z na´s se jizˇ urcˇiteˇ snazˇil neˇkdy neˇco neˇkomu vysveˇtlit a kazˇde´mu jizˇ urcˇiteˇ bylo neˇ-
kdy neˇco vysveˇtlova´no. Vysveˇtlovat nebo pochopit slozˇitou mysˇlenku cˇi postup nenı´ vu˚-
bec nic jednoduche´ho, zvla´sˇteˇ ma´me-li k dispozici pouze slova. Situace se zlepsˇı´ mu˚zˇeme-
li proble´m nacˇrtnout. Obra´zek prosteˇ vyda´ za tisı´ce slov. Mezi postupy obzvla´sˇteˇ slozˇite´
na vysveˇtlova´nı´ patrˇı´ pocˇı´tacˇove´ algoritmy. Pocˇı´tacˇovy´ algoritmus lze zapsat naprˇı´klad
ve zdrojove´m ko´du. Tento ko´d vsˇak nenı´ cˇloveˇku moc srozumitelny´. Cˇloveˇku je mnohem
stravitelneˇjsˇı´ vidı´-li pru˚beˇh algoritmu na obra´zku, nebo jesˇteˇ le´pe, v animaci.
Na´stroju˚ urcˇeny´ch k vytva´rˇenı´ animacı´ existuje spousta od neˇjake´ho PowerPointu azˇ
po sofistikovany´ Flash. Vsˇechny tyto na´stroje majı´ jednu nevy´hodu a tou je znovupou-
zˇitelnost. Bude-li neˇkdo chtı´t vysveˇtlit princip naprˇı´klad bublinkove´ho trˇı´deˇnı´, vytvorˇı´
si animaci, bude-li vsˇak pozdeˇji chtı´t vysveˇtlit princip trˇı´deˇnı´ QuickSort musı´ si vytvo-
rˇit animaci novou, cozˇ stojı´ cˇas a na´mahu. Mnohem pohodlneˇjsˇı´ by bylo, kdyby byl po
ruce na´stroj, ktery´ by doka´zal z nesrozumitelne´ho zdrojove´ho ko´du automaticky nebo z
malou autorovou na´mahou vytvorˇit srozumitelnou a vsˇerˇı´kajı´cı´ animaci. Urcˇita´ u´cˇast cˇlo-
veˇka je samozrˇejmeˇ nutna´, protozˇe teˇzˇko pu˚jde vyvinout na´stroj, ktery´ by ze zdrojove´ho
ko´du doka´zal sa´m vycˇı´hnout, ktera´ cˇa´st algoritmu je pro pochopenı´ principu du˚lezˇita´, a
navrhnout, jaky´m zpu˚sobem jı´ nacˇrtnout. Nicme´neˇ se tomuto procesu da´ hodneˇ pomoci.
Cı´lem me´ bakala´rˇske´ pra´ce je nava´zat a rozsˇı´rˇit na lonˇskou bakala´rˇskou pra´ci Evy
Plackove´ [4]. Jedna´ se o na´vrh a implementaci aplikacˇnı´ho ra´mce umozˇnˇujı´cı´ sestavenı´
zdrojove´ho ko´du, simulova´nı´ chova´nı´ pocˇı´tacˇe prˇi jeho vykona´va´nı´ a na´sledneˇ prezento-
va´nı´ deˇju˚ uvnitrˇ simulovane´ho pocˇı´tacˇe. Prˇi na´vrhu budu kla´st du˚raz na pouzˇitelnost a
rozsˇirˇitelnost. A tyto vlastnosti budu pote´ demonstrovat na prakticky´ch prˇı´kladech.
72 Specifikace pozˇadavku˚
Cely´ aplikacˇnı´ ra´mec je urcˇen pro aplikace psane´ v jazyce Java. Proto i prezentovane´
algoritmy, budou zapsa´ny v tomto jazyce. Cı´lem jeminima´lnı´ snaha autora-programa´tora,
proto vsˇechny vazby mezi vykona´va´nı´m ko´du algoritmu a jeho prezentacı´ musı´ by´t
prˇipraveny s prˇı´padnou mozˇnostı´ jednoduche´ho rozsˇı´rˇenı´.
2.1 Pozˇadavky na funkcˇnost
Aplikacˇnı´ ra´mec musı´ by´t schopen nasimulovat a zna´zornit veˇtsˇinu operacı´ (vsˇechny
mimo terna´rnı´ ? : a prˇirˇazovacı´ch operacı´ +=,−= ...), musı´ umeˇt pracovat s promeˇnny´mi,
poli a trivia´lnı´mi funkcemi (trivia´lnı´ funkce je takova´, jejı´zˇ pru˚beˇh nebude zna´zornˇova´n,
pu˚jde jen o zavola´nı´ neˇjake´ jednoduche´ vnitrˇnı´ funkce naprˇ. random() ). Promeˇnne´ se
musı´ ukla´dat hodnotou i odkazem. Da´le musı´ umeˇt volat (i rekurzivneˇ) jine´ uzˇivatelem
definovane´ funkce a u´speˇsˇneˇ se z nich vracet. Umeˇt nasimulovat chova´nı´ za´kladnı´ch
programovy´ch bloku˚ ( if−else , do−while, while−do, for ), programovy´ blok switch−case
pouzˇit neubude. Aplikacˇnı´ ra´mec bude umeˇt nasimulovat i chova´nı´ jednoduchy´ch trˇı´d s
verˇejny´mi atributy, avsˇak plneˇ postihnout celou problematiku objektove´ho programova´nı´
ne. Da´le nenı´ v zada´nı´ implementovat mozˇnostı´ vy´cˇtovy´ch prostrˇedı´, vyjı´mek cˇi generik.
To proto, zˇe tyto jazykove´ elementy veˇtsˇinou neby´vajı´ za´kladnı´m kamenem algoritmu˚.
2.2 Pozˇadavky na za´pis algoritmu
K definici zdrojove´ho ko´du prezentovane´ho algoritmu bude slouzˇit jednoduche´ intui-
tivnı´ programove´ rozhranı´. Do budoucna by se pak mohlo do implementovat nacˇı´ta´nı´ z
externı´ch zdroju˚ (naprˇ. textove´ho souboru).
2.3 Pozˇadavky na animaci
Mezi za´kladnı´ pozˇadavky na animace patrˇı´ snadna´ zakomponovatelnost do JavaAplikacı´
poprˇı´padeˇ Java Appletu˚ pracujı´cı´mi s graficky´mi komponentami JavaSwing[2]. Animace
musı´ by´t plynula´ a nesmı´ zpu˚sobovat „zamrza´nı´ “ ostatnı´ch prvku˚ graficke´ho uzˇiva-
telske´ho rozhranı´; prˇedpokla´da´ se tedy pouzˇitı´ vla´ken. V aplikacˇnı´m ra´mci budou k
dispozici za´kladnı´ animacˇnı´ entity pro zna´zorneˇnı´ promeˇnne´ a pole, musı´ by´t take´ umozˇ-
neˇno vkla´dat jine´ komponenty technologie JavaSwing. Pouzˇitı´ animacˇnı´ch entit musı´ by´t
intuitivnı´ z ne prˇı´lisˇ slozˇity´m API. Animacˇnı´ entity budou da´le automaticky reagovat na
uda´losti vyvolane´ vykona´va´nı´m prezentovane´ho algoritmu.
83 Analy´za aplikacˇnı´ho ra´mce
Kompletnı´ trˇı´dnı´ diagram aplikacˇnı´ho ra´mce je zna´zorneˇn v prˇı´loze D. Cely ra´mec je
rozdeˇlen na cˇtyrˇi hlavnı´ logicke´ cˇa´sti. Na cˇa´st vy´konou (balı´ky stroj3 a stroj3 .strom),
na cˇa´st ko´du˚ (balı´k kody), na cˇa´st elementu˚ jazyka (balı´k jayzk) a poslednı´ cˇa´stı´ je cˇa´st
vizualizacˇnı´ (balı´k prezentace).
• Cˇa´st vy´konna´ ma´ na starosti rˇı´zenı´ vykona´va´nı´ ko´du, ukla´da´nı´ promeˇnny´ch do
pameˇti, vyhodnocova´nı´ vy´razu˚ a prˇeposı´la´nı´ zpra´v o uda´lostech beˇhemvykona´va´nı´
algoritmu.
• Cˇa´st sestavenı´ ko´du obsahuje trˇı´dy a funkce pro definici ko´du zobrazovane´ho al-
goritmu a take´ pro jeho vykona´va´nı´. Jsou zde implementova´ny logiky za´kladnı´ch
programovy´ch bloku˚ if−else , do−while, while−do, for, vola´nı´ funkcı´ apod.
• V cˇa´sti jazykovy´ch elementu˚ jsoudefinova´nyza´kladnı´ datove´ typy, operace, trivia´lnı´
funkce, a pouzˇite´ symbolicke´ odkazy.
• Poslednı´ vizualizacˇnı´ cˇa´st ma´ na starosti vy´slednou vizualizaci.
Vsˇechny cˇtyrˇi cˇa´sti podrobneˇ rozepı´sˇu v na´sledujı´cı´ch kapitola´ch.
Nad cely´m aplikacˇnı´m ra´mcem pracuje klientska´ aplikace, ktera´ si nejprve pomocı´
jazykovy´ch elementu˚ dostupny´ch ve trˇı´deˇ jazyk.Jazyk a pomocı´ trˇı´d kody.KodFunkce a
kody.KodProgramu nadefinuje zdrojovy´ ko´d prezentovane´ho algoritmu. Pote´ co je ko´d
algoritmu hotov vytvorˇı´ se jeho prezentace (naprˇ. ktere´ promeˇnne´ se budou zobrazovat,
jejich vzhled, komenta´rˇe apod.). Nadefinovany´ ko´d se prˇeda´ cˇa´stı´ vy´kone´ (trˇı´da stroj3 .
Stroj), kde jej lze krokovat po jednotlivy´ch prˇı´kazech. Beˇhem tohoto krokova´nı´ se generujı´
prˇı´slusˇne´ uda´losti na ktere´ reaguje cˇa´st vizualizacˇnı´, ktera´ vsˇe vizualizuje.
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Cˇa´st vy´konna´ se deˇlı´ na cˇa´st rˇı´zenı´ ko´du, ktera´ poskytuje rozhranı´ pro nahra´nı´, spousˇteˇnı´
a krokova´nı´ algoritmu, cˇa´st generova´nı´ uda´lostı´, a na podpu˚rne´ cˇa´sti vyhodnocova´nı´
vy´razu˚ a pameˇt’. Da´le je zde definova´na rˇada rozhranı´ definujı´cı´ za´kladnı´ jazykove´ prvky.
4.1 Implementace rˇı´zenı´ ko´du a generova´nı´ uda´lostı´
Trˇı´dnı´ diagram je zna´zorneˇn na obra´zku 1. Za´kladem je Trˇı´da Stroj , ktera´ je implemento-
va´na jako jedina´cˇek (dle na´vrhove´ho vzoru Singleton). Instanci lze pak zı´skat statickou
metodou dejStroj () . Trˇı´da Stroj ma´ vazbu na objekt rozhranı´ IKodProgramu, toto rozhranı´
reprezentuje programovy´ ko´d prezentovane´ho algoritmu. Kromeˇ neˇj trˇı´da Stroj obsa-
huje posluchacˇe uda´lostı´ reprezentovane´ho vnitrˇnı´ trˇı´dou StrojObsluhaUdalosti. Tato trˇı´da
prˇeposı´la´ prˇijı´mane´ uda´losti vsˇem posluchacˇu˚m prˇipojeny´m ke stroji.
Trˇı´da Stroj obsahuje neˇkolikmetod slouzˇı´cı´ jako rozhranı´ pro rˇı´zenı´ ko´du. Pomocı´ me-
tody nactiProgram(IKodProgramu) lze do stroje nahra´t ko´d prˇı´slusˇne´ho algoritmu, zpeˇtneˇ
jej lze pak zı´skat metodou dejProgram(). Obsluhu uda´lostı´ lze zı´skat pomocı´ metody
dejObsluhuUdalosti(),prˇipojit posluchacˇe potom metodou pripojPosluchaceUdalosti(). Prˇeru-
sˇit krokova´nı´ programu a prˇive´st stroj do vy´chozı´ho stavu lze metodou reset () .
Prezentovany´ algoritmus lze krokovat metodou proved() definovanou v rozhranı´
IKodProgramu, tato metoda vracı´ logickou hodnotu. Je-li vra´cena´ hodnota true znamena´
to, zˇe algoritmus dospeˇl do sve´ho konce a krokova´nı´ je jizˇ ukoncˇeno, je-li vra´ceno false
algoritmus sta´le beˇzˇı´.
Aby mohla vizualizace probı´hat korektneˇ je nutne´ vsˇechny jejı´ komponenty informo-
vat o zmeˇna´ch, ktere´ nastaly v souvislosti s prova´deˇnı´m prezentovane´ho algoritmu.Mezi
takove´ zmeˇny patrˇı´ naprˇ. nacˇtenı´ ko´du algoritmu, ulozˇenı´ hodnoty do promeˇnne´, vola´nı´
funkce apod. Je vhodne´ aby existovalo jednomı´sto, dispecˇer, kam by vsˇechny cˇa´sti mohly
posı´lat informace o pra´veˇ vznikly´ch zmeˇna´ch a kam by se take´ mohly prˇipojit vsˇechny
cˇa´sti na tyto zmeˇny reagujı´cı´. Obsluha uda´lostı´ ve trˇı´deˇ Stroj pracuje v roli dispecˇera,
ktery´ prˇeposı´la´ prˇı´chozı´ zpra´vy vsˇem ostatnı´m posluchacˇu˚m stroje. Mechanismus je zna´-
zorneˇn na obr. 2 Komponenta majı´cı´ potrˇebu vyvolat uda´lost ze stroje, ktery´ je v syste´mu
pouze jeden, zı´ska´ obsluhu uda´lostı´ na kterou posˇle zpra´vu s prˇı´slusˇny´mi parametry. Ob-
sluha uda´losti ve trˇı´deˇ Stroj potom tuto zpra´vu prˇeposˇle vsˇem posluchacˇu˚m prˇipojeny´m
ke stroji. Takovy´m posluchacˇem mu˚zˇe by´t naprˇı´klad vizualizacˇnı´ komponenta. Vsˇechny
uda´lostı´ jsou zobrazeny v tabulce 1.Mezi standardnı´mi uda´lostmi se nacha´zı´ i uzˇivatelska´
uda´lost, ktera´ mu˚zˇe by´t vyuzˇita prˇi rozsˇirˇova´nı´ aplikacˇnı´ho ra´mce o dalsˇı´ prvky.
4.2 Rozhranı´ definujı´cı´ za´kladnı´ jazykove´ prvky
V balı´ku stroj3 je take´ definova´no sedm rozhranı´ slouzˇı´cı´ k pra´ci s jazykovy´mi elementy.
Jsou to IOperand a jeho potomci IUdaj, IOdkaz, IFunkce, IVolaniFunkce a rozhranı´ IOperace.
Da´le jsou zde dveˇ rozhranı´ pro pra´ci s prˇı´kazy ko´dy IPrikaz a IKodProgramu.
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Obra´zek 1: Trˇı´dnı´ diagram rˇı´zenı´ ko´du a generova´nı´ uda´lostı´







































































































































































































































































































































































































































































































































































































































































Rozhranı´ slouzˇı´ k zaobalenı´ dat. Hodnotu operandu lze zı´skat metodou vyhodnotSe(int).
Tato metoda ma´ jeden parametr typu int, ktery´ urcˇuje zda-li se prˇi vyhodnocenı´ smı´
zapisovat do pameˇti. Konstanty k tomuto parametru jsou definova´ny rovneˇzˇ v tomto
rozhranı´ a mohou naby´vat hodnot JEN PRO CTENI a CTENI A ZAPIS. Toto rozhranı´ je
da´le rozsˇı´rˇeno.
4.2.2 IUdaj
Rozhranı´ rozsˇı´rˇujı´cı´ IOperand. Rozhranı´ reprezentuje primitivnı´ datove´ typy. Obsahuje
metodou dejTypUdaje(), vracejı´cı´ na´zev datove´ho typu. Metoda jeRovno(IUdaj) slouzˇı´ k
porovna´nı´ dvou u´daju˚. Rozhranı´ deˇdı´ ze standardnı´ch rozhranı´ Cloneable a Comparable
4.2.3 IOdkaz
Dalsˇı´ rozhranı´ rozsˇı´rˇujı´cı´ IOperand. Reprezentuje vsˇechny druhy promeˇnny´ch (klasicke´
promeˇnne´, promeˇnne´ v poli, de´lku pole apod.). Toto rozhranı´ lze take´ pouzˇı´t k definici
verˇejny´ch polı´ v prˇı´padny´ch trˇı´da´ch. Pro cˇtenı´ hodnoty lze pouzˇı´t zdeˇdeˇnou metodu
vyhodnotSe(int). Pro ulozˇenı´ je k dispozici dvojice metod ulozUdaj(IUdaj) pro prˇı´me´ vlozˇenı´
u´daje a ulozUdajZOdkazu(IOdkaz, int) pro prˇesun u´daje z odkazu do odkazu; parametr
int potom urcˇuje zda-li se smı´ prˇi prˇesunu zapisovat do pameˇti. Rozhranı´ da´le definuje
metodu dejNazevBunky()vracejı´cı´ na´zev bunˇkypouzˇity´ v pameˇti, dejTypUdaje()vracı´ na´zev
typu u´daje ulozˇene´ho v odkazu a existujeBunka() urcˇuje zda-li odkaz odkazuje na existujı´cı´
bunˇku v pameˇti.
4.2.4 IFunkce
Rozhranı´ IFunkce reprezentuje trivia´lnı´ funkce. Touto funkcı´ je naprˇ. random, nahodnePole
ale take´ funkce reprezentujı´cı´ konstruktory novePole, novyString. Kromeˇ klasicke´ metody
vyhodnotSe(), ktere´ slouzˇı´ k vyhodnocenı´ funkce obsahuje metody dejNazev() vracejı´cı´
na´zev funkce, metodu dejParametry() vracejı´cı´ pole parametru˚, kde kazˇdy´ parametr je
datove´ho typu Vyraz. Poslednı´ metoda jeTvorici () vracı´ logickou hodnotu urcˇujı´cı´ zda-li
se prˇi prezentova´nı´ funkce v ko´du ma´ prˇed na´zev vlozˇit klı´cˇove´ slovo new.
4.2.5 IVolaniFunkce
Toto rozhranı´ ma´ pouze jednu funkci a to rozlisˇit klasicke´ operandy od vola´nı´ netrivia´lnı´,
tedy uzˇivatelem definovane´ funkce. Vy´razy obsahujı´cı´ vola´nı´ teˇchto funkcı´ nejsou prˇı´mo
vyhodnotitelna´ viz. 4.3.1.
4.2.6 IOperace
Rozhranı´ definuje metody pro pra´ci s operacemi (naprˇ. scˇı´ta´nı´, inkrementace, prˇirˇazenı´
apod.). Trˇimetody dejPrioritu () , jeBinarni () , jeAsociativniZPrava() slouzˇı´ k zjisˇteˇnı´ vlastnosti
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operacı´. K vykona´nı´ operace potom lze pouzˇı´t metodu provedOperaci(IOperand, IOperand),
tato metoda ma´ dva parametry typu IOperand a jeden parametr typu int. Vy´sledek je
vra´cen ve formeˇ IOperand.
4.2.7 IPrikaz
Rozhranı´ reprezentuje jednotkovy´ prˇı´kaz. Obsahuje metodu proved() slouzˇı´cı´ ke spusˇ-
teˇnı´ prˇı´kazu. Da´le jsou v rozhranı´ definovany´ metody nastavRodicovskyKod(IPrikaz) a
dejRodicovskyKod(), tyto metody slouzˇı´ k nastavenı´ a vra´cenı´ rodicˇovske´ho ko´du. Struk-
tura je popsana´ v kapitole 5. K navra´cenı´ prohlı´zˇecˇe ko´du slouzˇı´ metoda dejProhlizecKodu.
4.2.8 IKodProgramu
Rozhranı´ reprezentuje kompletnı´ ko´d prezentovane´ho algoritmu. Stejneˇ jako prˇı´kaz ob-
sahuje metody proved() a dejProhlizec() . Navı´c prˇedepisuje metody pro pra´ci se skoky jsou
to skocNaFunkci(String) a skocNaAdresy(List<Integer>). Parametry spusˇteˇnı´ ko´du lze meˇ-
nit metodou nastavParametry(Vyraz...), opeˇtovneˇ je zı´skat lze metodami dejTypyParametru()
dejNazvyParametru().
4.3 Na´vrh a implementace rˇesˇenı´ vy´razu˚
Vyhodnocova´nı´ vy´razu je jednou z nejdu˚lezˇiteˇjsˇı´ch soucˇa´stı´ vykona´va´nı´ ko´du. Vy´raz
je slozˇen z dat a operacı´ mezi nimi. Zatı´mco naprˇı´klad kalkula´tor si vystacˇı´ z cˇı´sly a
jednoduchy´mi operacemi u vykona´va´nı´ ko´du jsou potrˇeba i symbolicke´ odkazy jako
promeˇnne´ nebo vola´nı´ funkcı´.
Mu˚j na´vrh vycha´zı´ z mysˇlenky pouzˇitı´ bina´rnı´ho stromu [3]. Bina´rnı´ strom je neline-
a´rnı´ datova´ struktura obsahujı´cı´ uzly, ktere´ mohou odkazovat na dalsˇı´ dva uzly, potomky.
Kazˇdy´ uzel mu˚zˇe mı´t tedy nanejvy´sˇ dva potomky a kazˇdy´ uzel ma´ nanejvy´sˇ jednoho ro-
dicˇe. Uzel, ktery´ nema´ rodicˇe,to je ten na vrcholu stromu, se nazy´va´ korˇen. Uzly, ktere´
nemajı´ potomky, ty v nejspodneˇjsˇı´m patrˇe stromu, se nazy´vajı´ listy. Kazˇdy´ bina´rnı´ strom
mu˚zˇe obsahovat neˇkolik listu˚, ale korˇen obsahuje vzˇdy pouze jeden.
Struktura bina´rnı´ho stromu je pro vyhodnocova´nı´ vy´razu vy´hodna´. Jednotlive´ uzly
uvnitrˇ stromureprezentujı´ operace akoncove´ uzly, listy, naopak reprezentujı´ data.Chceme-
li aritmeticky´ vy´raz vyhodnotit, vyhodnotı´me korˇenovy´ uzel stromu. Jsou-li v tomto ko-
rˇenove´m uzlu data pak jsou tyto data vy´sledkem vy´razu. Je-li v korˇenove´m uzlu operace,
vyhodnotı´ se nejdrˇı´ve levy´ a pravy´ potomek a na´sledneˇ se nad vy´sledky spustı´ operace.
Vy´sledek te´to operace je pak vy´sledek cele´ho vy´razu. Potomkem operace samozrˇejmeˇ
mu˚zˇe by´t dalsˇı´ operace, uzly se tedy vyhodnocujı´ rekurzivneˇ od korˇene k listu˚m.
Skutecˇnostı´, ktera´ tento zpu˚sob mı´rneˇ komplikuje, je ru˚zna´ priorita ru˚zny´ch operacı´,
naprˇ. na´sobenı´ ma´ prˇednost prˇed scˇı´ta´nı´m apod.. V programovacı´m jazyce Java je teˇchto
u´rovnı´ priorit celkem 13. Prˇi skla´da´nı´ stromu reprezentujı´cı´ho vy´raz musı´m tedy dodrzˇet
to, aby se operace s vysˇsˇı´ prioritou nacha´zeli ve spodnı´ch patrech stromu blı´zˇe datu˚m
a operace s nizˇsˇı´ prioritou naopak ve vysˇsˇı´ch patrech blı´zˇe korˇenu. Protozˇe se strom
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vyhodnocuje rekurzivneˇ nejdrˇı´ve se budou spousˇteˇt operace ve spodnı´ch patrech, tedy
ty s vysˇsˇı´ prioritou.
Druhy´m aspektem ovlivnˇujı´cı´m skla´da´nı´ stromu je asociativita operacı´. Asociativita
definuje porˇadı´ operacı´ se stejnou prioritou. Operace mohou mı´t asociativitu levou nebo
pravou. Levou asociativitu ma´ naprˇı´klad operace odcˇı´ta´nı´, napı´sˇeme-li vy´raz 4 − 3 − 2,
vyhodnocujeme jej jako (4 − 3) − 2, vy´raz je uza´vorkovany´ na leve´ straneˇ, proto leva´
asociativita. Pravou asociativitu ma´ naprˇı´klad operace prˇirˇazenı´, a = b = c se vyhodnotı´
jako a = (b = c), na rozdı´l od prˇedchozı´ho prˇı´kladu nynı´ je vy´raz uza´vorkova´n na prave´
straneˇ. V me´m prˇı´padeˇ budu tento jev rˇesˇit tak, zˇe operace s pravou asociativitou budou
mı´t prˇednost prˇed operacemi s levou asociativitou. Tato prˇednost se bude samozrˇejmeˇ
uplat’novat pouze tehdy, budou-li mı´t operace stejnou prioritu.
V programovacı´m jazyce Java se kromeˇ klasicky´ch bina´rnı´ch operacı´ vyskytujı´ i ope-
race una´rnı´ a terna´rnı´. Una´rnı´ operace pracujı´ pouze s jednı´moperandem (typicka´ operace
inkrementace x++ ). Terna´rnı´ operace ma´ naproti tomu operandy trˇi (operace x ? y : z).
Zakomponovat una´rnı´ operace do bina´rnı´ho stromu je jednoduche´, mı´sto dvou potomku
bude mı´t una´rnı´ operace potomka pouze jednoho. Bude-li opera´tor sta´t za operandem
bude se jednat o potomka prave´ho, bude-li sta´t prˇed operandem bude se pak jednat o
potomka leve´ho. Dle zada´nı´ terna´rnı´ operace implementovat nebudu. V prˇı´loze C jsou
popsa´ny vsˇechny operace jazyku Java.
4.3.1 Na´vrh implementace bina´rnı´ho stromu
Vy´razy budou reprezentova´ny bina´rnı´m stromem, ktery´ se skla´da´ z uzlu˚. Uzly obsa-
hujı´ informace (operace nebo data). Jelikozˇ objekty reprezentujı´cı´ operace a data budeme
potrˇebovat i v jiny´ch cˇa´stech aplikacˇnı´ho ra´mce, je vhodne´ je oddeˇlit od samotne´ imple-
mentace bina´rnı´ho stromu.
Za´kladem implementace bina´rnı´ho stromu bude objekt reprezentujı´cı´ uzel stromu.
Uzly obsahujı´ informaci o tom co uzel obsahuje, touto informacı´ mu˚zˇe by´t operace,
operand prˇı´padeˇ jiny´ vy´raz. Kazˇdy´ uzel bude da´le charakterizova´n va´hou, va´ha bude
urcˇovat postavenı´ uzlu ve stromeˇ. Nejvysˇsˇı´ va´hu budou mı´t operandy a jine´ vy´razy,
u uzlu s operacı´ bude va´ha urcˇena´ prioritou a asociativitou operace. Vy´pocˇet va´hy uzlu
s operacı´: VAHA = 2*PRIORITA, v prˇı´padeˇ zˇe operace bude asociativnı´ zprava, prˇicˇteme
k te´to va´ze 1. Tı´m zajistı´me aby uzly s operacemi s vysˇsˇı´ prioritou byli teˇzˇsˇı´. Protozˇe
uzly s operandy musı´ by´t vzˇdycky v nejspodneˇjsˇı´m patrˇe stromu prˇirˇadı´me jim va´hu
MAX INTEGER. Uzly s vysˇsˇı´ vahou budou klesat dolu˚ do spodnı´ch pater, tı´m zajistı´me
spra´vne´ porˇadı´ vyhodnocova´nı´ operacı´.
Zpu˚sob napojenı´ uzlu˚ do stromu za´visı´ na va´ze uzlu. Na zacˇa´tku sestavova´nı´ je
pra´zdny´ vy´raz, tento vy´raz obsahuje jeden uzel, ktery´ slouzˇı´ k pozdeˇjsˇı´mu napojenı´
dalsˇı´ch uzlu˚ a nenese zˇa´dnou uzˇitecˇnou informaci. Prˇi napojenı´ dalsˇı´ch uzlu˚ se uplatnı´
algoritmus zobrazeny´ ve vy´pise 1.
Sestavenı´ vy´razu 2 + 3 ∗ (2+3) demonstruje obra´zek 3. Operace scˇı´ta´nı´ ma´ nizˇsˇı´ prio-
ritu nezˇ operace na´sobenı´, proto je ve stromeˇ vy´sˇe. Uzel s vy´razem (2+3) obsahuje vlastnı´
bina´rnı´ strom. Tı´mto zpu˚sobem budu implementovat za´vorky.
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Obra´zek 3: Uka´zka sestavenı´ bina´rnı´ho stromu
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Obra´zek 4: Automat prˇijı´macı´ vy´razy
Dalsˇı´m proble´mem, ktery´ je nutno vyrˇesˇit je zajistit, aby vy´raz byl syntakticky spra´vneˇ
sestaven. Naprˇı´klad nenı´ povoleno zapsat 2 + ∗ 5 nebo ++a−−. Tuto kontrolu budu pro-
va´deˇt hned prˇi vkla´da´nı´ cˇlenu˚ vy´razu do vy´razu. Cˇleny vy´razu si rozdeˇlı´me na operandy,
bina´rnı´ operace a una´rnı´ operace. S kazˇdy´m prˇı´chozı´m cˇlenem se vy´raz prˇeklopı´ do prˇı´-
slusˇne´ho stavu, nemu˚zˇe-li se prˇeklopit, protozˇe prˇı´slusˇny´ prˇechod z prˇı´slusˇne´ho stavu
neexistuje, sestavova´nı´ vy´razu skoncˇı´ vyjı´mkou. Pokusı´m-li se vyhodnotit vy´raz ve stavu,
kdy nenı´ ukoncˇen, skoncˇı´ pokus opeˇt vyjı´mkou. Obra´zek 4 zobrazuje prˇı´jimacı´ automat.
Ve vy´razech se mohou objevit take´ promeˇnne´ cˇi vola´nı´ funkcı´. Promeˇnne´ se budou
interpretovat jako operandy. Vola´nı´ funkcı´ se budou deˇlit na dva druhy. Prvnı´m bu-
dou jednoduche´ prˇı´mo implementovane´ vestaveˇne´ funkce (prˇ. na´hodne´ cˇı´slo, sinus ...).
Tyto funkce nebudou neˇjak rozepisova´ny a budou mı´t tedy stejneˇ jako promeˇnne´ status
operandu. Druhy´m druhem pak bude vola´nı´ rozepsany´ch funkcı´, tyto vola´nı´ nepu˚jde
vyhodnotit prˇı´mo, ale bude se muset pocˇkat na to azˇ probeˇhne prˇı´slusˇny´ ko´d. Z toho
vyply´va´, zˇe vy´raz jezˇ bude obsahovat jedineˇ vola´nı´ rozepsane´ funkce nebude prˇı´mo
vyhodnotitelny´, ale bude se muset rozepsat do vı´ce kroku˚.
4.3.2 Implementace rˇesˇenı´ vy´razu˚
Implementace rˇesˇenı´ je zna´zorneˇna na obra´zku 5. Za´kladem je abstraktnı´ trˇı´da Uzel, ktera´
drzˇı´ odkazy na trˇi dalsˇı´ uzly, leve´ho potomka, prave´ho potomka a rodicˇe a navı´c obsa-
huje atribut va´ha. Ze trˇı´dy uzel deˇdı´ trˇı´dy UzelSOperaci, UzelSOperandem, UzelSVyrazem).
Kazˇda´ z teˇchto trˇı´ trˇı´d obsahuje prˇı´slusˇny´ objekt. UzelSOperaci objekt implementujı´cı´
rozhranı´ IOperace, ktere´ definuje prˇedpis pro pra´ci s operacemi, UzelSOperandem objekt
implementujı´cı´ rozhranı´ IOperand, ktere´ definuje prˇedpis pro pra´ci s operandy a nakonec
UzelSVyrazem obsahujı´cı´ samotny´ vy´raz, tato asociace je na rozdı´l od ostatnı´ch obou-
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Obra´zek 5: Trˇı´dnı´ diagram rˇesˇenı´ vy´razu˚
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smeˇrna´. Poslednı´ rozhranı´ IClenVyrazuma´ dveˇ funkce, za prve´ zaobaluje vsˇechny objekty
jezˇ mohou vystupovat jako cˇlenove´ vy´razu a za druhe´ prˇedepisuje metodu dejProhlizec()
vracejı´cı´ JComponent, ktera´ je na´sledneˇ pouzˇita k prezentaci cˇlena vy´razu.
Sestavenı´ vy´razu se provede vytvorˇenı´m nove´ instance trˇı´dy Vyraz a na´sledny´m
vkla´da´nı´m cˇlenu˚ metodou pripojClen() . Metoda pripojClen() ma´ neˇkolik prˇetı´zˇenı´ vzˇdy je
ale parametrem te´to metody jeden cˇi vı´ce cˇlenu˚ vy´razu. Na za´kladeˇ druhu cˇlena vy´razu
se automaticky na vstupu metody pripojClen() meˇnı´ vnitrˇnı´ atribut stav, tı´m se kontroluje
spra´vna´ syntaxe vy´razu (viz. obra´zek 4). Pokud tedy cˇlen vy´razu projde touto kontrolou,
vytvorˇı´ se instance prˇı´slusˇne´ho uzlu (UzelSOperaci, UzelSOperandem nebo UzelSVyrazem,
ktery´ se na´sledneˇ ke stromu prˇipojı´ ke korˇeni metodou vlozUzel(). Tato metoda vnitrˇneˇ
vola´ metodu pripojUzel nale´zajı´cı´ se ve trˇı´deˇ Uzel. V metodeˇ pripojClen je implementova´n
algoritmus 1.
Vyrˇesˇenı´ vy´razu se provede zavola´nı´m metody vyresSe(int). Metoda ma´ parametr,
ktery´ urcˇuje zda-li se smı´ prˇi rˇesˇenı´ zapisovat do pameˇti (dı´ky prˇirˇazovacı´m operacı´m
by jinak nesˇlo vyrˇesˇit vy´raz „nanecˇisto“). V metodeˇ se zkontroluje stav vy´razu a to zda-
li neobsahuje vola´nı´ netrivia´lnı´ funkce (otestovat zda-li se ve vy´razu nale´za´ netrivia´lnı´
funkce lze metodou jeUvnitrVolaniFunkce()). Projde-li vy´raz kontrolou, zavola´ se na korˇen
metoda vyresSe(). Kazˇda´ z trojice trˇı´d UzelSOperaci, UzelSOperandem, UzelSVyrazem tuto
metodu implementuje jinak. UzelSVyrazem zkontroluje zda-li nenı´ pra´zdny´, pokud ne
zavola´ metodu vyresSe() na svu˚j startovnı´ uzel. Trˇı´da UzelSOperandem prˇi rˇesˇenı´ vra´tı´
prˇı´mo operand v neˇm obsazˇeny´. Trˇı´da UzelSOperaci nejprve vyrˇesˇı´ leve´ho a prave´ho
potomka a vy´sledkypakprˇeda´ jako parametrymetodeˇ provedOperacina rozhranı´ IOperace
. Rˇesˇenı´m vy´razu je vzˇdy objekt implementujı´cı´ rozhranı´ IOperand.
protected void pripojUzel(Uzel u) {
boolean vahaJeVyssi = (u.vaha > vaha);
boolean vahaJeRovna = (u.vaha == vaha);
boolean vahaJeLicha = (u.vaha % 2) == 1;
if (vahaJeVyssi || (vahaJeRovna && vahaJeLicha)) {









Vy´pis 1: Zpu˚sob napojenı´ uzlu˚ do stromu
Zobrazenı´ vy´razu, protozˇe je vy´raz zapsa´n ve stromove´ strukturˇe, je trˇeba nejprve
vytvorˇit seznam cˇlenu˚, tak jak byli do vy´razu vlozˇeny za sebou. K tomu slouzˇı´ metoda
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dejVyrazJakoSeznam(). Pote´ coma´me vy´raz ve formeˇ jednoduche´ho seznamu.Mu˚zˇeme na
kazˇde´ho cˇlena zavolat metodu dejProhlizec() definovanou rozhranı´m IClenVyrazu. Kazˇdy´
cˇlen vy´razu, pakmetodu dejProhlizec() tak, zˇe vola´ tova´rnu na prohlı´zˇecˇe, ktera´ je soucˇa´stı´
prezentacˇnı´ cˇa´sti.
4.4 Na´vrh a implementace pameˇti
Kazˇdy´ mechanismus vykona´vajı´cı´ neˇjaky´ programovy´ ko´d potrˇebuje ke sve´ cˇinnosti
pameˇt’. V te´to pameˇti se ukla´dajı´ hodnoty promeˇnny´ch nebo hodnoty na´vratovy´ch adres
prˇi vola´nı´ funkcı´.
Kazˇda´ promeˇnna´ je reprezentova´na svy´mna´zvem, ktery´ slouzˇı´ jako symbolicky odkaz
na pameˇt’ovou bunˇku. V te´to bunˇce mu˚zˇe by´t hodnota ulozˇena bud’prˇı´mo nebo neprˇı´mo
jako adresa odkazujı´cı´ na jinou bunˇku. Java pouzˇı´va´ k ulozˇenı´ promeˇnny´ch oba zpu˚-
soby. Prvnı´m prˇı´my´m zpu˚sobem se ukla´dajı´ primitivnı´ datove´ typy, druhy´m neprˇı´my´m
zpu˚sobem potom typy referencˇnı´.
4.4.1 Na´vrh pameˇti
Za´kladem implementace pameˇti bude tedy hasˇovacı´ tabulka, ktera´ ukla´da´ dvojice klı´cˇ –
hodnota. Klı´cˇem v tomto prˇı´padeˇ bude textovy´ rˇeteˇzec reprezentujı´cı´ na´zev promeˇnne´
a hodnotou pak vlastnı´ hodnota te´to promeˇnne´. Klı´cˇe, tedy na´zvy promeˇnny´ch samo-
zrˇejmeˇ musı´ by´t unika´tnı´, avsˇak mu˚zˇe se sta´t, zˇe promeˇnne´ stejne´ho na´zvu se budou
vyskytovat v neˇkolika ru˚zny´ch funkcı´ch. Bude tedy nutne´ na´zvy takovy´ch promeˇnny´ch
rozlisˇit. V pameˇti se tedy bude udrzˇovat hodnota vnorˇenı´. S kazˇdy´m vola´nı´m funkcı´ se
tato hodnota zvy´sˇı´ o jednicˇku a kazˇdy´m na´vratem z funkce se potom o jednicˇku snı´zˇı´.
Bude-li chtı´t krokovany´ algoritmus vytvorˇit promeˇnnou automaticky se vlozˇı´ prˇed jejı´
na´zev cˇı´slo tohoto vnorˇenı´. Promeˇnne´, ktere´ nebudou vytva´rˇeny´ ve funkcı´ch, ale budou
globa´lneˇ k dispozici pro vsˇechny funkce nebudou toto cˇı´slova´nı´ pouzˇı´vat. Bude-li chtı´t
krokovany´ algoritmus s promeˇnne´ cˇı´st nebo do nı´ zapisovat, prohleda´ se nejprve dane´
vnorˇenı´ (loka´lneˇ vytvorˇene´ promeˇnne´) a azˇ pote´ promeˇnne´ bez vnorˇenı´ (globa´lneˇ vy-
tvorˇene´ promeˇnne´). Tı´mto zpu˚sobem se zbavı´m i proble´mu s vytva´rˇenı´m promeˇnny´ch v
rekurzivneˇ volany´ch funkcı´ch.
Referencˇnı´ promeˇnne´ se budou ukla´dat stejny´m zpu˚sobem jako promeˇnne´ primitivnı´
s tı´m rozdı´lem, zˇe hodnota v hasˇovacı´ tabulce bude obsahovat cˇı´slo. Toto cˇı´slo bude
reprezentovat index v jednoduche´m seznamu˚ objektu˚, ktery´ bude take´ soucˇa´stı´ pameˇti.
Je tedy umozˇneˇno, aby vı´ce promeˇnny´ch ukazovalo na stejny´ objekt.
Poslednı´ du˚lezˇitou soucˇa´sti pameˇti je za´sobnı´k. Do za´sobnı´ku se budou ukla´dat na´-
vratove´ adresy beˇhem vola´nı´ netrivia´lnı´ch funkcı´ a take´ jejich na´vratove´ hodnoty. Cely´
mechanismus podrobneˇ popı´sˇu pozdeˇji.
4.4.2 Implementace pameˇti
Trˇı´dnı´ diagram je zna´zorneˇn na obra´zku 6. Za´kladem je trˇı´da Pamet. Protozˇe nenı´ nutne´
abybylov syste´muvı´ce instancı´ pameˇti je tato trˇı´da implementova´na jako jedina´cˇek (podle
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Obra´zek 6: Trˇı´dnı´ diagram pameˇti
na´vrhove´ho vzoru Singleton). Instanci pameˇti pak lze zı´skat statickou metodou dejPamet
(). Pameˇt’obsahuje trˇı´ za´kladnı´ kolekce, Hashtable na ukla´da´nı´ dvojic na´zev promeˇnne´ –
hodnota, Stack reprezentujı´cı´ za´sobnı´k a List reprezentujı´cı´ haldu. Vsˇechny tyto kolekce
jsou soucˇa´stı´ standardnı´ho balı´ku java.util[2].
Klı´cˇem v kolekci Hashtable je textovy´ rˇeteˇzec String a hodnotou potom instance trˇı´dy
Bunka, jezˇ je vnitrˇnı´ trˇı´dou trˇı´dy Pamet a v podstateˇ reprezentuje promeˇnnou. Trˇı´da bunˇka
obsahuje textovy´ rˇeteˇzec s na´zvem datove´ho typu a odkaz na rozhranı´ IUdaj. Rozhranı´
IUdaj prˇedstavuje abstrakci vsˇech primitivnı´ch datovy´ch typu˚ pouzˇı´vany´ch v aplikacˇnı´m
ra´mci. Du˚lezˇite´ je, zˇe prˇı´ ukla´da´nı´ a cˇtenı´ u´daju˚ se prˇeda´vajı´ vzˇdy kopie teˇchto objektu˚.
Vytva´rˇenı´ buneˇk Bunˇku lze vytvorˇit metodou vytvorBunku(String, String), metoda ma´
dva parametry, prvnı´ urcˇuje na´zev bunˇky a druhy´ na´zev datove´ho typu. Prˇed na´zev
bunˇky se automaticky vlozˇı´ cˇı´slo vnorˇenı´ oddeˇlene´ ’ : ’ . Forma´t na´zvu je vnoreni:nazev.
Vyjı´mku tvorˇı´ globa´lneˇ vytvorˇene´ bunˇky, ktere´ nemajı´ prˇed na´zvem cˇı´slo s vnorˇenı´m.
Metoda vytvorBunku(String, String) se vola´ vzˇdy prˇi deklaraci promeˇnne´. Protozˇe na´zev
bunˇky musı´ by´t unika´tnı´ je nutne´ prˇi vytva´rˇenı´ buneˇk kontrolovat, zda-li bunˇka s dany´m
na´zvem v pameˇti jizˇ neexistuje. Te´to kontroly se ale u´cˇastnı´ jen bunˇky na aktua´lnı´m
vnorˇenı´.
Cˇı´slo vnorˇenı´ je soukromy´ atribut trˇı´dy Pamet. Po vytvorˇenı´ nebo vymaza´nı´ pameˇti je
hodnotavnorˇenı´ automatickynastavenanahodnotu−1, cozˇ znamena´ zˇe sepameˇt’nacha´zı´
v globa´lnı´m prostoru. Hodnotu vnorˇenı´ lze meˇnit metodami zvysVnoreni() a snizVnoreni().
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na´zev uda´losti prˇı´lezˇitost
bunkaVPametiVytvorena vytvorˇenı´ nove´ bunˇky
bunkaVPametiZrusena vymaza´nı´ bunˇky v pameˇti, snı´zˇenı´ vnorˇenı´
zBunkyPrectenUdaj cˇtenı´ u´daje z bunˇky
doBunkyUlozenUdaj ulozˇenı´ u´daje do bunˇky
Tabulka 2: Uda´losti generovane´ v pameˇti
Ukla´da´nı´ a cˇtenı´ hodnoty lze prove´st metodou ulozUdaj(String, IUdaj). Prvnı´m para-
metrem je na´zev bunˇky (pouze cˇisty´ na´zev, hodnotu vnorˇenı´ si pameˇt’ doplnı´ sama) a
druhy´m potom u´daj, jezˇ se do bunˇky ukla´da´. Aby se ulozˇenı´ zdarˇilo, je nutne´ splnit dveˇ
podmı´nky. Prvnı´ podmı´nkou je existence bunˇky v pameˇti. Prˇi zjisˇtova´nı´ existence bunˇky
se nejprve prohleda´ aktua´lnı´ vnorˇenı´ a pote´ globa´lnı´ prostor, tedy bunˇky jezˇ nemajı´ prˇed
na´zvem cˇı´slo. V prˇı´padeˇ nenalezenı´ dane´ bunˇky je vyvolana´ vyjı´mka.Druhoupodmı´nkou
je potom shoda datovy´ch typu˚. Prˇi vyhleda´nı´ bunˇky se prˇecˇte na´zev jejı´ho datove´ho typu
a ten se porovna´va´ s na´zvem datove´ho typu u´daje prˇedane´ho v parametru. Analogicky
probı´ha´ cˇtenı´ hodnoty u´daje. Rozdı´lem je, zˇe vola´ metoda nactiUdaj(String) a odpada´ take´
kontrola datove´ho typu.
Za´sobnı´k uchova´va´ obecne´ objekty. K pra´ci ze za´sobnı´kem slouzˇı´ dvojice metod
ulozNaZasobnik(), prectiZeZasobniku(). Tyto metody v podstateˇ jen delegujı´ metody push()
a pop(), ktere´ jsou soucˇa´stı´ Javovske´ trˇı´dy Stack[2].
Halda uchova´va´ obecne´ objekty. Metoda ulozObjekNaHaldu(Object) ulozˇı´ objekt na
haldu a vra´tı´ jeho index, pomocı´ neˇjzˇ mu˚zˇeme pozdeˇji k objektu znovu prˇistoupit.Metoda
nactiObjekZHaldy() potomprˇecˇte z haldy objekt ulozˇeny´ na dane´m indexu. Index se ukla´da´
do trˇı´dy UdajSPtr, ktera´ v aplikacˇnı´m ra´mci reprezentuje referenci.
Kmazanı´ pameˇti jsou k dispozici trˇi metody.Metoda vymazBunku() vymazˇe konkre´tnı´
bunˇku z hasˇovacı´ tabulky. Metoda vymazBunkyNaDanemVnoreni() pak vymazˇe z hasˇovacı´
tabulky vsˇechny bunˇky nacha´zejı´cı´ se na dane´m vnorˇenı´. Tato metoda se vola´ teˇsneˇ prˇed
na´vratem z funkce a to proto, aby se pameˇt’ocˇistila od loka´lnı´ch promeˇnny´ch v te´to funkci
deklarovany´ch. Poslednı´ mazacı´ metoda vymazVse(), slouzˇı´ k vymazanı´ cele´ pameˇti, tzn.
vsˇech bunˇek, za´sobnı´ku i haldy, metoda navı´c nastavı´ hodnotu vnorˇenı´ na −1. Metoda se
vola´ prˇi restartu algoritmu nebo nacˇtenı´ algoritmu nove´ho.
Generova´nı´ uda´lostı´. Pameˇt’jako i ostatnı´ cˇa´sti aplikacˇnı´ho ra´mce generujı´ uda´losti na
ktere´ pak reaguje prezentacˇnı´ cˇa´st. Prˇehled uda´lostı´ generovany´ch pameˇtı´ je zobrazen v
tabulce 2. Princip generova´nı´, odposloucha´va´nı´ uda´lostı´ vcˇetneˇ jejı´ch podrobne´ho popisu
je vysveˇtlen v podkapitole 4.1.
Soukrome´ pomocne´ metody
Mimo za´kladnı´ch verˇejny´ch metod obsahuje trˇı´da Pamet i sadu pomocny´ch soukro-
my´ch metod.
Metody na prˇevod na´zvu buneˇk. Metoda prekladNazvu(), prˇida´ prˇed na´zev bunˇky
cˇı´slo aktua´lnı´ho vnorˇenı´. Metoda zpetnyPreklad() naopak z na´zvu bunˇky cˇı´slo vnorˇenı´
odebere. Metodou zjistiVnoreni () lze zjistit vnorˇenı´, prˇi ktere´m byla bunˇka vytvorˇena.
Metodami existujeBunkaVLokalu() a existujeBunkaVGlobalu() se testujı´ existence bunˇky v
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loka´lnı´m respektive globa´lnı´m prostoru. Poslednı´ metoda refreshBunekNaDanemVnoreni()
se automaticky vola´ prˇi snı´zˇenı´ vnorˇenı´.
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5 Na´vrh a implementace prˇı´kazu˚ a ko´du
Prˇı´kazy a ko´dy jsou za´kladnı´mi kameny skla´da´nı´ algoritmu˚. Prˇedstavujı´ jednoduche´
prˇı´kazy jako deklarace promeˇnne´, vyrˇesˇenı´ vy´razu apod. ale take´ rˇesˇı´ slozˇene´ bloky
ko´du, veˇtvenı´, cykly, vola´nı´ funkcı´ apod. Vsˇechny tyto entity jsou implementova´ny v
balı´ku kody. Postup jak sestavovat algoritmus pomocı´ nı´zˇe popsany´ch trˇı´d je v prˇı´loze A.
5.1 Struktura a deˇlenı´
Mezi za´kladnı´mi jazykovy´mi prvky popsany´mi v kapitole 4.2 je i rozhranı´ IPrikaz, ktere´
zastrˇesˇuje jednotkovy´ prˇı´kaz. Slovemprˇı´kaz je cha´pa´n jak jednoduchy´ u´kon (vyhodnocenı´
vy´razu, deklarace promeˇnne´, skok atd.), tak cely´ blok prˇı´kazu˚ (if-else, cykly, funkce atd.).
Abych tyto dva cha´pa´nı´ rozlisˇil, budu jednoduchy´ prˇı´kaz nazy´vat prˇı´kaz a zatı´mco bloku
prˇı´kazu˚ budu rˇı´kat ko´d.
Kazˇdy´ ko´d obsahuje linea´rnı´ seznam objektu implementujı´cı´ rozhranı´ IPrikaz. Prˇı´kaz
i ko´d toto rozhranı´ implementujı´, ko´d se tedy mu˚zˇe skla´dat nejen z prˇı´kazu˚ ale i z jiny´ch
ko´du, ktere´ obsahujı´ dalsˇı´ prˇı´kazy a ko´dy, ktere´ mohou obsahovat dalsˇı´ prˇı´kazy a ko´dy
atd. Vznika´ tak v podstateˇ stromova´ struktura [4]. Mimo seznam prˇı´kazu˚ obsahuje ko´d i
seznam promeˇnny´ch, ktere´ byly deklarova´ny prˇı´kazy jezˇ obsahuje. Po ukoncˇenı´ ko´du se
podle tohoto seznamu provede vymaza´nı´ prˇı´slusˇny´ch promeˇnny´ch z pameˇti.
Cely´ vizualizovany´ algoritmus je pak reprezentova´n seznamem ko´du (jednotlivy´mi
funkcemi) a seznamem prˇı´kazu˚ (globa´lnı´ deklarace promeˇnny´ch).
Struktura je zna´zorneˇna na obra´zku 7.
5.2 Zpu˚sob procha´zenı´ ko´du
Prˇı´kazy obsazˇene´ v ko´du jsou seskupeny do jednoduche´ho seznamu, prˇistupovat k nim
lze tedy pomocı´ indexu. Je-li na ko´d zavola´na metoda proved(), ko´d tuto metodu prˇeposˇle
prˇı´kazu na ktery´ zrovna ukazuje index. Po provedenı´ kazˇde´ho prˇı´kazu je vra´cena logicka´
hodnota, ktera´ rˇı´ka´ zda-li ma´ nadrˇazeny´ ko´d inkrementovat svu˚j index ukazujı´cı´ na
aktua´lnı´ prˇı´kaz. Pokud index ukazuje mimo, znamena´ to zˇe vsˇechny prˇı´kazy v ko´du byly
provedeny a sa´m ko´d vra´tı´ sve´mu nadrˇazene´mu ko´du true, tedy da´ mu najevo zˇe musı´
zase svu˚j index posunout.
V prˇı´padeˇ veˇtvenı´ nebo cyklu˚ je tato linearita narusˇova´na, ko´dy protomohou prˇeteˇzˇo-
vat metodu inkrementujAdresuPrikazu() a rˇı´dit tak tok ko´du (cyklus naprˇı´klad po skoncˇenı´
se automaticky vracı´ na zacˇa´tek) nebo mohou obsahovat prˇı´kazy skoku (veˇtsˇinou pod-
mı´neˇne´ho), ktere´ majı´ pra´vo meˇnit index sve´ho nadrˇazene´ho ko´du a tak rˇı´dit porˇadı´
prova´deˇny´ch prˇı´kazu˚.
5.3 Vola´nı´ funkcı´ a na´vrat zpeˇt
Linea´rnı´ procha´zenı´ ko´du cˇi skoky jsou vzˇdy prova´deˇny v ra´mci jednoho ko´du. V prˇı´padeˇ
vola´nı´ funkcı´ vsˇak nelze tento postup vyuzˇı´t. Funkce nejsou do sebe zanorˇova´ny, ale jsou
v podstateˇ sourozenci ko´dem algoritmu. Ko´dy funkcı´ do sebe zanorˇovat nelze, protozˇe
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Obra´zek 7: Uka´zka struktury ko´du a jeho procha´zenı´
v prˇı´padeˇ rekurzivnı´ho vola´nı´ by docha´zelo k zacyklenı´. Vola´nı´ funkcı´ jsou tedy skoky
naprˇı´cˇ stromovou strukturou. Stejny´m proble´mem jsou skoky zpeˇt, tedy na´vraty z takto
volany´ch funkcı´.
Jak je uvedeno vy´sˇe, struktura ko´du je stromovita´. Korˇenem tohoto stromu je ko´d
programu, ten obsahuje odkazy na dalsˇı´ ko´dy (jednotlive´ funkce), ktere´ jsou slozˇeny´ z
dalsˇı´ch ko´du˚ nebo prˇı´kazu˚. Kazˇdy´ prˇı´kaz lze tedy snadno adresovat pomocı´ seznamu
indexu˚ jednotlivy´ch ko´du˚. Ma´-li se tedy prove´st zavola´nı´ funkce zjistı´ se adresa tohoto
vola´nı´ (adresa je reprezentova´na seznam integeru˚) ulozˇı´ se na za´sobnı´k do pameˇti (tı´m se
zapamatuje mı´sto na´vratu). Druhy´m krokem je zjisˇteˇnı´ cı´le, tedy adresy volane´ funkce.
A nakonec se na korˇen zavola´ se metoda skocˇ na adresu. Tı´m se rˇı´zenı´ prˇeda´ dane´ funkci
(v podstateˇ se zmeˇnı´ index ko´du algoritmu, prˇı´padneˇ jeho potomku˚). V prˇı´padeˇ na´vratu
z volane´ funkce je postup obdobny´, adresa na´vratove´ho mı´sta se zı´ska´ vyzvednutı´m ze
za´sobnı´ku v pameˇti. Tı´mto zpu˚sobem lze zajistit i rekurzivnı´ vola´nı´ funkcı´.
Cely´ postup je zna´zorneˇn na obra´zku 7.
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Obra´zek 8: Trˇı´dnı´ diagram ko´du˚ a prˇı´kazu˚
5.4 Implementace
Na obra´zku 8 je zna´zorneˇn trˇı´dnı´ diagram struktury ko´du a prˇı´kazu˚; jedna´ se o na´vrhovy´
vzor Kompozit. Prˇı´kaz je reprezentova´n abstraktnı´ trˇı´dou Prikaz. Jedinou jejı´ funkcı´ je, zˇe
drzˇı´ odkaz na svu˚j rodicˇovsky´ ko´d a umozˇnˇuje tak k neˇmu prˇistupovat. Ostatnı´ metody
zu˚sta´vajı´ abstraktnı´ a je na jednotlivy´ch prˇı´kazech aby si je implementovaly. Ko´dy jsou
reprezentova´ny trˇı´dou Kod tato trˇı´da drzˇı´ stejneˇ jako prˇı´kazy odkaz na svu˚j rodicˇovsky´
ko´d. Da´le drzˇı´ seznam na´zvu˚ loka´lnı´ch promeˇnny´ch a seznam obsazˇeny´ch prˇı´kazu˚.
5.4.1 Prˇı´kazy
DeklaracePromenne je reprezentova´na trˇı´dou PrikazDeklaracePromenne. Deklarace pro-
meˇnne´ je definova´na na´zvem promeˇnne´, na´zvem typu promeˇnne´ a inicializacˇnı´m vy´ra-
zem. Po zavola´nı´ metody proved() se v pameˇti vytvorˇı´ nova´ promeˇnna´ dane´ho na´zvu a
typu, na´zev promeˇnne´ se prˇida´ do seznamu loka´lnı´ch promeˇnny´ch nadrˇazene´ho ko´du
a nakonec se provede vyhodnocenı´ inicializacˇnı´ho vy´razu. Metoda proved() vzˇdy vracı´
true. (V prˇı´padeˇ, zˇe je v inicializacˇnı´m vy´razu vola´nı´ pouzˇı´va´ se KodDeklaracePromenne)
Vyraz je reprezentova´n trˇı´dou PrikazVyraz. Obsahuje pouze jeden vy´raz, ktery´ se pro-
vede po zavola´nı´ metody proved(), metoda stejneˇ jako v prˇedesˇle´m prˇı´padeˇ vracı´ vzˇdy
true. (V prˇı´padeˇ, zˇe je v inicializacˇnı´m vy´razu vola´nı´ pouzˇı´va´ se KodDeklaracePromenne)
Skok je reprezentova´n trˇı´dou PrikazPodminenySkok. Skok je definova´n podmı´nkou
za ktere´ se ma´ skok prove´st a adresu kam se ma´ skocˇit (adresa je v ra´mci jednoho
nadrˇazene´ho ko´du). Po zavola´nı´ metody proved() se provede vyhodnocenı´ podmı´nky,
je-li splneˇna, je nadrˇazene´mu ko´du prˇepsa´n index ukazujı´cı´ na aktua´lnı´ prˇı´kaz (tı´m se
provede skok), metoda pote´ vra´tı´ false, aby se nadrˇazeny´ ko´d automaticky neposunul.
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V prˇı´padeˇ, zˇe podmı´nka splneˇna nenı´ metoda vracı´ true, tı´m se provede standardnı´
posun na dalsˇı´ prˇı´kaz. Adresa skoku se da´ meˇnit metodami nastavAdresuSkoku() nebo
InkrementujAdresuSkoku(). Tento prˇı´kaz nestojı´ nikdy samostatneˇ a je vzˇdy soucˇa´stı´ ko´du
veˇtvenı´ nebo cyklu.
Vola´nı´ funkce je reprezentova´no trˇı´dou PrikazVolaniFunkce. Vola´nı´ funkce je defino-
va´no pouze na´zvem volane´ funkce. Po zavola´nı´ metody proved() se provede vyhleda´nı´ a
skok na danou funkci. Metody vzˇdy vracı´ false.
Hlavicˇka funkce reprezentova´na trˇı´dou PrikazHlavickaFunkce se nacha´zı´ vy´lucˇneˇ na
zacˇa´tku kazˇde´ funkce. Po zavola´nı´ metody proved() deklaruje parametry funkce. V ra´mci
te´to deklarace se provede deklarace jednotlivy´ch promeˇnny´ch reprezentujı´cı´ parametry
a ulozˇı´ do nich prˇedane´ hodnoty. Metoda proved() v te´to trˇı´deˇ vzˇdy vracı´ true.
NavratZFunkce je reprezentova´n trˇı´dou PrikazNavratZFunkce. Na´vrat z funkce mu˚zˇe
obsahovat vy´raz. Po zavola´nı´ metody proved(), se ze za´sobnı´ku v pameˇti prˇecˇte na´vra-
tova´ adresa, do za´sobnı´ku zpeˇt se ulozˇı´ prˇı´padna´ vra´cena hodnota. Provede se skok na
na´vratovou adresu. Metoda vracı´ false, jedineˇ v prˇı´padeˇ zˇe se jedna´ o poslednı´ prˇı´kaz ve
funkci main je vra´ceno true.
5.4.2 Ko´dy
KodVyraz,KodNavratZFunkce,KodDeklaracePromenneKo´d vy´raz je specia´lnı´m prˇı´pa-
dem prˇı´kazu s vy´razem. Pouzˇı´va´ se kdyzˇ je ve vy´razu vola´nı´ funkce. Vy´raz z vola´nı´m
funkce nenı´ prˇı´mo vyhodnotitelny´ proto se musı´ rozepsat do vı´ce kroku˚. Tento ko´d je
reprezentova´n trˇı´dou KodVyraz. Vy´raz se rekurzivneˇ projde, naleznou se vsˇechna vola´nı´
funkcı´, ktere´ se postupneˇ volajı´. Po kazˇde´m vola´nı´ funkce se aktualizuje hodnota vy´razu
(vola´nı´ funkcı´ se nahrazujı´ vy´sledky teˇchto vola´nı´).Na u´plny´ konec se provede standardnı´
prˇı´kaz vyhodnocenı´ vy´razu. V prˇı´padeˇ KodNavratZFunkce nebo KodDeklaracePromenne je
postup stejny´ azˇ na to zˇe na konci ko´du se navı´c provede prˇı´kaz na´vrat z funkce resp.
deklarace promeˇnne´.
KodIfElse, obra´zek 9 Blok if−else reprezentovany´ trˇı´dou KodIfElse se skla´da´ ze dvou
Kod a jednoho podmı´neˇne´ho skoku PrikazPodminenySkok. V prˇı´padeˇ splneˇny podmı´nky
se provede blok ko´du if, else se po vykona´nı´ prˇeskocˇı´, pokud podmı´nka splneˇna nebude
rˇı´zenı´ se prˇeda´ prˇı´mo bloku else.
KodWhile, obra´zek 10 Cyklus s podmı´nkou na zacˇa´tku tedy while, je reprezentova´n
trˇı´dou KodWhile. Prˇi vytvorˇenı´ tohoto ko´du se automaticky vytvorˇı´ na zacˇa´tku prˇı´kaz
podmı´neˇny´ skok, ktery´ ukazuje na konec cele´ho cyklu. Nenı´-li podmı´nka splneˇna rˇı´zenı´
je prˇesmeˇrova´no na konec, v opacˇne´m prˇı´padeˇ se ko´d procha´zı´ linea´rneˇ do te´ doby nezˇ
dojde na poslednı´ prˇı´kaz, po te´ je automaticky prˇesmeˇrova´n zpeˇt na pocˇa´tecˇnı´ podmı´nku.
Prˇi vkla´da´nı´ novy´ch prˇı´kazu˚ do cyklu se automaticky zvysˇuje skok v pocˇa´tecˇnı´ podmı´nce.
KodDoWhile, obra´zek 11 Cyklus s podmı´nkou na konci tedy do−while, je repre-
zentova´n trˇı´dou KodDoWhile. Funguje na stejne´m principu jako prˇedchozı´ cyklus, s tı´m
rozdı´lem, zˇe podmı´neˇny´ skok je na konci a ukazuje smeˇrem na zacˇa´tek. V prˇı´padeˇ vkla´-
da´nı´ novy´ch prˇı´kazu˚ do cyklu se podmı´neˇny´ skok automaticky posouva´, takzˇe zu˚sta´va´
vzˇdy jako poslednı´ prˇı´kaz bloku.
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Obra´zek 9: Struktura ko´du if-else
Obra´zek 10: Struktura ko´du while
Obra´zek 11: Struktura ko´du do-while
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Obra´zek 12: Struktura ko´du for
KodFor, obra´zek 12 Cyklu for, tedy cyklus se zna´my´m pocˇtem opakova´nı´ je nej-
slozˇiteˇjsˇı´. Obsahuje dva vy´razy inicializacˇnı´ a iteracˇnı´ a jednu termina´lnı´ podmı´nku.
Inicializacˇnı´ vy´raz se vyhodnocuje jako prvnı´, na´sleduje termina´lnı´ podmı´nka (prˇı´kaz
podmı´neˇny´ skok), ktery´ ukazuje na konec cele´ho cyklu. Pote´ na´sledujı´ prˇı´kazy uvnitrˇ
cyklu a na konci cyklu je iteracˇnı´ vy´raz. Po vykona´nı´ iteracˇnı´ho vy´razu je rˇı´zenı´ prˇe-
smeˇrova´no zpeˇt na termina´lnı´ podmı´nku. Prˇı´kazy se vkla´dajı´ vzˇdy teˇsneˇ prˇed iteracˇnı´
vy´raz.
KodFunkce Ko´d funkce je reprezentova´n trˇı´dou KodFunkce, jedna´ se o obycˇejny´ line-
a´rnı´ ko´d doplneˇny´ o rozhranı´ pro tvorbu algoritmu˚. Toto rozhranı´ je popsa´no v prˇı´loze
A.
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6 Na´vrh a implementace jazykovy´ch elementu˚
Jazykovy´mi elementy jsou mysˇleny naprˇ. datove´ typy, operace, trivia´lnı´ funkce, ru˚zne´
promeˇnne´ odkazy apod.. Vsˇechny jsou implementova´ny v balı´ku jazyky.
6.1 Trˇı´da Jazyk
Aplikace vyuzˇı´vajı´cı´ aplikacˇnı´ ra´mec prˇistupuje k jazykovy´m elementu˚m vy´hradneˇ prˇes
trˇı´du Jazyk. V te´to trˇı´deˇ je definova´na sada staticky´ch operacı´ a konstant pro definova´nı´
vsˇech pouzˇity´ch jazykovy´ch elementu˚. Trˇı´da Jazyk je vlastneˇ aplikacˇnı´m rozhranı´m pro
cely´ balı´k jazyky. Jedna´ se o prˇı´klad vyuzˇitı´ na´vrhove´ho vzoru Fasa´da (Facade).
6.2 Rˇesˇenı´ reprezentace datovy´ch typu˚
Kazˇdy´ algoritmus potrˇebuje beˇhem sve´ho chodu uchova´vat data (naprˇ. v promeˇnny´ch).
Aby bylo jasne´ co data obsahujı´ je nutne´, aby kazˇdy´ u´daj meˇl prˇirˇazeny´ datovy´ typ. Na
datovy´ch typech u´daju˚ je za´visle´ chova´nı´ naprˇ. operacı´ (nenı´ umozˇneˇno scˇı´tanı´ znaku
a cˇı´sla apod.). Datove´ typy jsou reprezentova´ny rozhranı´m IUdaj v balı´ku stroj . Imple-
mentace je pak realizova´na abstraktnı´ trˇı´dou Udaj a jejı´mi potomky. Trˇı´dnı´ diagram je
zna´zorneˇn na obra´zku 13. Du˚lezˇita´ je metoda dejTypUdaje(), ktera´ vracı´ textovy´ rˇeteˇzec
uda´vajı´cı´ na´zev datove´ho typu ulozˇene´ho v u´daji. Metodu si implementuje kazˇdy´ po-
tomek sa´m podle toho, ktery´ datovy´ typ zrovna obsahuje. Na´zvy datovy´ch typu˚ nejsou
nijak centra´lneˇ uchova´va´ny ani kontrolova´ny. Je tedy na uzˇivatelı´ch aplikacˇnı´ho ra´mce,
aby si hlı´dalo prˇı´padne´ kolize na´zvu.
Vytva´rˇenı´ novy´ch datovy´ch typu˚ je popsa´no v prˇı´loze B.
6.2.1 Primitivnı´ datove´ typy
Primitivnı´ch datovy´ch typu˚ je v programovacı´m jazyce Java cela´ rˇa´dka. Jedna´ se o data
prˇı´mo ulozˇena´ v hasˇovacı´ tabulce v pameˇti viz. 4.4. V aplikacˇnı´m ra´mci jsou k dis-
pozici pouze cˇtyrˇi za´kladnı´ double na uchova´va´nı´ cˇı´sel v plovoucı´ rˇadove´ cˇa´rce (trˇı´da
UdajSDoublem, int na cˇı´sla s pevnou rˇadovou cˇa´rkou (trˇı´daUdajSIntem), char k uchova´va´nı´
znaku˚ (trˇı´daUdajSCharem) a boolean reprezentujı´cı´ logickou hodnotu (trˇı´daUdajsBoolem).
Vsˇechny uvedene´ trˇı´dy obalujı´ primitivnı´ datovy´ typ a implementuji metody pro kopı´-
rova´nı´ (clone()) a prˇı´padneˇ i pro porovna´nı´ (compareTo(), jeRovno()). Metodu compareTo()
neimplementuje UdajSBoolem. Po kontrole pomocı´ metody dejTypUdaje(), mu˚zˇeme u´daj
bezpecˇneˇ prˇetypovat a zı´skat tak z neˇj ulozˇena´ data.
6.2.2 Slozˇene´ datove´ typy
Slozˇene´ datove´ typy jsou realizova´ny trˇı´dou UdajSPtr, ktera´ drzˇı´ odkaz v podobeˇ integeru
na umı´steˇnı´ v haldeˇ v pameˇti viz.4.4. Trˇı´da umozˇnˇuje skrz tento odkaz pracovat s ulo-
zˇeny´m objektem (dejObjekt(), ulozObjekt(), ktery´ je typu Object). Do slozˇene´ho datove´ho
typu se da´ tedy ulozˇit v podstateˇ jaka´koli trˇı´da. V prˇı´padeˇ, zˇe odkaz neukazuje nikam
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Obra´zek 13: Trˇı´dnı´ diagram u´daju˚
(ma´ hodnotu -1), je v u´daji ulozˇeno null, tento stav lze otestovat metodou jeNull () . Mezi
slozˇene´ datove´ typy patrˇı´ i pole a String.
6.2.3 Pole
Pole je rˇesˇeno jako slozˇeny´ datovy´ typ. Implementace je realizova´na ve trˇı´deˇ Pole. Jedna´
se o obalenı´ jednorozmeˇrne´ho pole u´daju˚, ktere´ si navı´c udrzˇuje strukturu, je tedy mozˇno
pomocı´ neˇj snadno vytva´rˇet i vı´cerozmeˇrna´ pole. Konstruktor ma´ dva parametry, na´zev
ukla´dany´ch datovy´ch typu˚ (do pole lze ulozˇit pouze jeden typ u´daju˚) a pocˇet rozmeˇru˚.
Zpeˇtneˇ lze typ u´daje zı´skat metodou dejTypUdaje() a pocˇet rozmeˇru dejRozmery(). Inici-
alizace se prova´dı´ pomocı´ metody inicializujPole () , ktera´ jako parametry ocˇeka´va´ sadu
cˇı´sel oznacˇujı´cı´ velikost jednotlivy´ch rozmeˇru˚. ulozUdaj() a nactiUdaj() jsou pote´ metody
slouzˇı´cı´ k ukla´da´nı´ respektive cˇtenı´ u´daju˚ z pole.
Prˇı´ zı´ska´va´nı´ a ukla´da´nı´ u´daju˚ se adresa vypocˇte na za´kladeˇ indexu˚ prˇedany´ch v
parametru prˇı´stupove´ metody a vnitrˇnı´ struktury pole. Na´zev datove´ho typu pole je
roven na´zvu ukla´dane´ho datove´ho typu doplneˇne´ho o prˇı´slusˇny´ pocˇet hranaty´ch za´vorek
(naprˇ. dvourozmeˇrne´ pole intu˚ ma´ na´zev int[][]).
6.3 Rˇesˇenı´ operacı´
Operace jsou soucˇa´stı´ vy´razu˚ a urcˇeny´m zpu˚sobem transformujı´ jeden cˇi dva vstupnı´
operandy v jeden vy´stupnı´. Prˇı´kladem operace je naprˇı´klad scˇı´ta´nı´ (5+6), kdy vstupnı´mi
operandy jsou scˇı´tance (5 a 6) a vy´stupnı´m operandem pak soucˇet (11). Operacemu˚zˇe mı´t
i postrannı´ efekt naprˇı´klad operace prˇirˇazenı´ (a=5) jako takova´ vracı´ vy´stupnı´ operand
cˇı´slo 5, beˇhem prova´deˇnı´ operace vsˇak prova´dı´ za´pis do pameˇti, kdy se do promeˇnne´ ‘’a’‘
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na´zev trˇı´dy poskytovane´ operace
OperaceIncDec inkrementace,dekrementace
BitoveOperace posun vlevo,posun vpravo, posun vpravo s rozsˇı´rˇenı´m
LogickeOperace logicky´ soucˇin, logicky´ soucˇet, exkluzivnı´ soucˇet
UnarniOperace una´rnı´ plus/minus, negace, bitovy´ doplneˇk
AritmetickeOperace scˇı´ta´nı´,odcˇı´ta´nı´,deˇlenı´,na´sobenı´,modulo
PorovnavaciOperace mensˇı´, mensˇı´ rovno, rovno, nerovno, veˇtsˇı´, veˇtsˇı´ rovno
PodminkoveOperace podmı´nkovy´ soucˇin, podmı´nkovy´ soucˇet
Prˇirˇazovacı´Operace prˇirˇazenı´
Tabulka 3: Rozvrzˇenı´ operacı´ do trˇı´d
ulozˇı´ cˇı´slo 5. Tento efekt nemusı´ by´t vzˇdy zˇa´doucı´, naprˇı´klad prˇi prohle´dnutı´ vy´sledku
neˇjake´ho vy´razu, bez toho aby bylo zapsa´no do pameˇti.
6.3.1 Implementace operacı´
Za´kladnı´ implementace operacı´ je realizova´na trˇı´dou Operace, ktera´ implementuje roz-
hranı´ IOperace. Trˇı´da poskytuje za´kladnı´ sluzˇby jako uchova´va´nı´ vlastnostı´ operace (pri-
orita, asociativita, bina´rnı´/una´rnı´). Metoda proved() vsˇak zu˚sta´va´ abstraktnı´, a kazˇdy´
potomek si ji musı´ sa´m do implementovat.
Prˇi prova´deˇnı´ operacı´ se nejprve zkontrolujı´ datove´ typy operandu˚, vyhovujı´-li prˇed-
pisu, operace se provede. Operace samozrˇejmeˇ mu˚zˇe mı´t teˇchto prˇedpisu neˇkolik (naprˇ.
scˇı´ta´nı´). Nenajde-li se zˇa´dny´ vyhovujı´cı´ prˇedpis prova´deˇnı´ skoncˇı´ vyjı´mkou.
Protozˇe je v jazyce Java operacı´ relativneˇ hodneˇ (viz. tabulka C, jsou shlukova´ny do
trˇı´d podle smyslu. Rozlozˇenı´ je uvedeno v tabulce 3).
6.4 Odkaz
Odkazy jsou cha´pa´ny jako odkazy na urcˇite´ u´daje. Odkazem mu˚zˇe by´t promeˇnna´, pro-
meˇnna´ v poli tedyurcˇena´ indexy vhranaty´ch za´vorka´ch [], neboneˇjaky´ atribut slozˇiteˇjsˇı´ho
objektu (naprˇ. velikost pole). Odkazy se pouzˇı´vajı´ ve vy´razech.
Odkaz je implementova´n ve trˇı´deˇ Odkaz. Nejdu˚lezˇiteˇjsˇı´mi metodami jsou metody
prˇı´stupove´. Cˇı´st u´daj z odkazu se da´ pomocı´metody vyhodnotSe(), ukla´dat pote´metodami
ulozUdaj() pro prˇı´me ulozˇenı´ u´daje nebo ulozUdajZOdkazu() pro ulozˇenı´ u´daje zı´skane´ho
z jine´ho odkazu. Dı´ky tomu, zˇe potomci te´to trˇı´dy mohou udrzˇovat jake´koli informace
navı´c a mohou prˇetı´zˇit prˇı´stupove´ metody, sta´va´ se z odkazu velice flexibilnı´ na´stroj.
V aplikacˇnı´m ra´mci jsou implementova´ny trˇi druhy odkazu jednoducha´ promeˇnna´
(trˇı´da Promenna), promeˇnna´ zı´ska´va´na z pole (trˇı´da PromennaVPoli) a velikost pole (trˇı´da
VelikostPole).
Jak pouzˇı´vat odkazy poprˇı´padeˇ jak rozsˇı´rˇit aplikacˇnı´ ra´mec o sve´ vlastnı´ odkazy je
popsa´no B.
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na´zev trˇı´dy popis prˇı´klad za´pisu v Javeˇ
NovePole inicializace pole new int [4][4]
NovyString konstruktor textove´ho rˇeteˇzce ‘Ahoj sveˇte‘
FunkceSetridenePole vytvorˇenı´ setrˇı´deˇne´ho pole intu˚ setridenePole(10)
FunkceNahodnePole vytvorˇenı´ nesetrˇı´deˇne´ho pole intu˚ nahodnePole(10)
FunkceRandom generova´nı´ na´hodne´ho intu random()
Tabulka 4: Seznam trivia´lnı´ch funkcı´ v aplikacˇnı´m ra´mci
6.4.1 Promenna
Trˇı´da reprezentuje obycˇejnou promeˇnnou. V konstruktoru se prˇeda´ na´zev promeˇnne´ a
tı´m je vsˇe hotovo. Prˇı´stupove´metody pote´ spolupracujı´ s pameˇtı´ a umozˇnˇujı´ tak ukla´dat cˇi
nacˇı´tat ulozˇene´ u´daje. Beˇhem ukla´da´nı´ u´daju˚ jsou vyvola´ny uda´losti doPromenneUlozeno
respektive doPromenneUlozenoZOdkazu viz tabulka 1.
6.4.2 PromennaVPoli
Tato trˇı´da reprezentuje bunˇku v poli (v Javeˇ se s nimi pracuje pomocı´ hranaty´ch za´vorek
a[0]=5 apod.). Na rozdı´l od jednoduche´ promeˇnne´ se te´to trˇı´deˇ v prˇeda´va´ v konstruk-
toru na´zev pole a seznam vy´razu˚ reprezentujı´cı´ indexy. Beˇhem ukla´da´nı´ cˇi cˇtenı´ u´daju˚
se nejprve zı´ska´ z pameˇti prˇı´slusˇne´ pole, probeˇhne vyhodnocenı´ indexu˚ a na´sledneˇ se
metodami definovany´mi ve trˇı´deˇ Pole zı´ska´ nebo ulozˇı´ prˇı´slusˇna´ hodnota na prˇı´slusˇne´
mı´sto. Beˇhem ukla´da´nı´ u´daju˚ jsou vyvola´ny uda´losti doPromenneVPoliUlozeno respektive
doPromenneVPoliUlozenoZOdkazu viz tabulka 1
6.4.3 velikost pole
Velikost pole je poslednı´ odkazem v aplikacˇnı´m ra´mci. Reprezentuje za´pis pole.length;
nebo pole []. length, kde pole je neˇjake´ promeˇnna´ typu pole. Na rozdı´l od obou prˇedchozı´ch
je tento odkazurcˇen jenpro cˇtenı´, pokuso za´pis skoncˇı´ vzˇdyvyjı´mkou.Odkaz je definova´n
na´zvem pole a rozmeˇrem jehozˇ velikost chceme zı´skat.
6.5 Trivia´lnı´ funkce
Vola´nı´ trivia´lnı´ch tedy nerozepsany´ch funkcı´ jsou reprezentova´ny potomky trˇı´dy Funkce.
V konstruktoru se prˇeda´va´ jejı´ na´zev, prˇı´znak zda-li je konstrukcˇnı´ (konstrukcˇnı´ se cha´pe
tak, zˇe se prˇi prezentaci automaticky prˇed nı´ vlozˇı´ klı´cˇove´ slovo new), a seznam vy´razu˚
jako parametry funkcı´. Vlastnı´ prova´deˇnı´ je pak realizova´no v potomcı´ch. Provedenı´
kazˇde´ funkce vyvola´ uda´lost funkceZavolana viz tabulka 1
Seznam dostupny´ch funkcı´ je uveden v tabulce 4. Jak vytva´rˇet sve´ vlastnı´ funkce je
pak popsa´no v prˇı´loze B.
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6.6 Vola´nı´ netrivia´lnı´ch funkcı´
Vola´nı´ netrivia´lnı´ch tedy rozepsany´ch funkcı´ je reprezentova´no trˇı´dou volaniFunkce().
Parametry jsou odkaz na KodFunkce a seznam Vyraz, ktery´ urcˇuje parametry prˇedane´
funkci. Vola´n netrivia´lnı´ch funkcı´ je vzˇdy soucˇa´stı´ vy´razu.
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7 Na´vrh a implementace vizualizacˇnı´ cˇa´sti
Vizualizace zapsany´ch algoritmu˚ je oddeˇlena´ od ostatnı´ch cˇa´sti aplikacˇnı´ho ra´mce, infor-
mace zı´ska´va´ odposloucha´va´nı´m prˇı´chozı´ch uda´lostı´ ze trˇı´dy stroj . Stroj viz. tabulka 1.
Vizualizace se deˇlı´ na dveˇ hlavnı´ cˇa´sti, na cˇa´st zobrazenı´ zdrojove´ho ko´du a cˇa´st vizua-
lizace spousˇteˇny´ch algoritmu˚. Implementace je obsazˇena v balı´ku prezentace a je z velke´
cˇa´sti zalozˇena´ na komponenta´ch javax.Swing.
7.1 Vizualizace zdrojove´ho ko´du
Tato cˇa´st ma´ na starosti zobrazenı´ zdrojove´ho ko´du, jeho spra´vne´ odsazenı´, zvy´razneˇnı´
klı´cˇovy´ch slov, a oznacˇenı´ pra´veˇ vykona´vany´ch prˇı´kazu˚. Mimo to obsahuje rychle´ zobra-
zenı´ hodnot promeˇnny´ch a vy´sledku˚ vy´razu˚, a to ihned po najetı´ kurzoru nad prˇı´slusˇnou
cˇa´st.
7.1.1 Vizualizace jednoho cˇlenu
Trˇı´daProhlizecClenaVyrazu je za´klademvizualizace jednoho cˇlenu (na´zevpromeˇnne´, vy´raz
apod.). Trˇı´da rozsˇirˇuje JComponent o metodu aktualizuj () , ktera´ vyhodnotı´ vizualizovany´
vy´raz nebo operand a vy´sledek zapı´sˇe do bublinkove´ na´poveˇdy, tak aby po najetı´ kurzoru
byl vy´sledek k dispozici. Du˚lezˇite´ je, zˇe vyhodnocenı´ se prova´dı´ v mo´du pouze pro cˇtenı´,
takzˇe se neprova´dı´ za´pis do pameˇti, to umozˇnˇuje vyhodnotit naprˇ. a++ anizˇ by promeˇnna´
a byla zmeˇneˇna.
Konstrukce cˇlenu˚ vy´razu se prova´dı´ ve trˇı´deˇ TovarnaNaProhlizeceKodu, ktera´ obsa-
huje seznam staticky´ch metod urcˇeny´ch k vytva´rˇenı´ teˇchto prohlı´zˇecˇu˚. Tyto metody jsou
vola´ny z jednotlivy´ch trˇı´d urcˇeny´ch k vizualizaci.
7.1.2 Vizualizace ko´du
Vizualizace implementova´na v ProhlizecKodu na rozdı´l od vizualizace jednoho cˇlena pro-
va´dı´ vizualizaci cely´ch prˇı´kazu˚ a programovy´ch bloku˚. Trˇı´da ProhlizecKodu rozsˇirˇuje
JPanel o metody pro vkla´da´nı´ zobrazovany´ch prˇı´kazu a metodu pro porovna´nı´ prˇı´kazu˚
uvnitrˇ vizualizovane´ho ko´du. Metoda pro porovna´nı´ je du˚lezˇita´ v tom, zˇe prˇi procha´zenı´
ko´du se aktua´lnı´ prˇı´kaz oznacˇuje.
Jednotlive´ prohlı´zˇecˇe ko´du se stejneˇ jako prohlı´zˇecˇe cˇlenu vy´razu realizujı´ ve trˇı´deˇ
TovarnaNaProhlizeceKodu.
7.1.3 Trˇı´da ProhlizecHlavnihoKodu
Tato trˇı´da rozsˇirˇuje JComponent a zastrˇesˇuje celou vizualizaci zdrojove´ho ko´du. Vizua-
lizovany´ ko´d se nacˇı´ta´ metodou nactiKod, da´le je komponenteˇ mozˇno nastavit za´kladnı´
vlastnosti jako font, barvu fontu, barvu pozadı´, podbarvenı´ prova´deˇne´ho prˇı´kazu. Kom-
ponenta je v konstruktoru automaticky prˇipojena jako posluchacˇ ke stroji a odchyta´va´
uda´losti programNacten, programUkoncen a pripravPrikaz, poslednı´ jmenovana´ uda´lost rˇı´ka´,
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ktery´ prˇı´kaz bude v dalsˇı´m kroku vykona´n a dı´ky tomu jej prohlı´zˇecˇ mu˚zˇe podbarvit a
zvy´raznit.
7.2 Vizualizace algoritmu
Tato cˇa´st ma´ na starosti vlastnı´ zobrazenı´ chova´nı´ algoritmu, jako zobrazenı´ a prˇesouva´nı´
promeˇnny´ch zobrazenı´ polı´ apod.
7.2.1 Trˇı´da ProhlizeciVrstva
Prohlı´zˇecı´ vrstva tvorˇı´ za´kladnı´ vrstvu cele´ vizualizace. Trˇı´da rozsˇirˇuje JLayeredPane cozˇ
umozˇnˇuje vkla´dat jine´ komponenty na za´kladeˇ absolutnı´ch sourˇadnic a do jednotlivy´ch
vrstev. Trˇı´du jsem navrhl tak, aby bylo prˇesouva´nı´ jednotlivy´ch komponent co nejjedno-
dusˇsˇı´ na pouzˇitı´. Ve trˇı´deˇ je definova´n seznam u´loh. U´lohou se rozumı´ prˇesun kompo-
nenty z mı´sta na mı´sto, poprˇ. jejı´ vyjmutı´ po ukoncˇenı´ prˇesunu. Po nadefinova´nı´ u´loh
lze animaci spustit, cozˇ spocˇı´va´ ve spusˇteˇnı´ vla´kna jezˇ definovany´m postupem posouva´
vsˇechny urcˇene´ komponenty, vykona´va´ tedy u´lohy. Komponent lze posouvat vı´ce najed-
nou, kazˇde´ posunutı´ se rovna jedne´ u´loze. Po prˇesunutı´ vsˇech komponent je vyvola´na
uda´lost krok ukoncˇen, kterou informuje sve´ posluchacˇe o ukoncˇenı´ animace.
Prˇesouvat komponenty lze po prˇı´mce, lomene´ cˇa´rˇe nebo po Bezie´roveˇ krˇivce. Du˚lezˇite´
vlastnosti prohlı´zˇecı´ vrstvy jsou potommo´d prˇesunutı´, ktery´mu˚zˇe by´t bud’s konstantnı´m
pocˇtem kroku˚ nebo s konstantnı´ de´lkou kroku, je-li konstantnı´ pocˇet kroku komponenty
se budou prˇesouvat ru˚znou rychlostı´, ale prˇesun skoncˇı´ v jeden okamzˇik. Prˇi prˇesunu
s konstantnı´ de´lkou kroku se komponenty pohybujı´ stejnou rychlostı´ ale dorazı´ do cı´le
v ru˚znou dobu, na za´kladeˇ urazˇene´ vzda´lenosti. Poslednı´ du˚lezˇitou vlastnostı´ je cˇas na
jeden krok.
7.2.2 Trˇı´da ProhlizecAlgoritmu
Prohlı´zˇecˇ algoritmu obsahuje prohlı´zˇecı´ vrstvu a poskytuje rozhranı´ ven aplikacı´m pou-
zˇı´vajı´cı´m tento aplikacˇnı´ ra´mec. Take´ nastavı´ prohlı´zˇecı´ vrstvu do mo´du s konstantnı´m
velikost kroku˚, ktera´ bude cˇinit 1 pixel a cˇasem urcˇeny´m na krok 5 ms.
Da´le obsahuje seznam anima´toru cozˇ jsou entity zobrazovane´ uvnitrˇ vrstvy, jedna´
se o vizualizovane´ komponenty, ktere´ musı´ o sobeˇ navza´jem veˇdeˇt. Naprˇ. jednoduchy´
popisekumı´steˇnynaprohlı´zˇecı´ vrstvunemusı´ by´t anima´tor, protozˇe neˇjaknespolupracuje
s ostatnı´mi, anima´tor promeˇnne´ vsˇak jizˇ anima´toremby´tmusı´, protozˇe je pravdeˇpodobne´,
zˇe se budoumezi promeˇnny´mi prova´deˇt prˇesuny. Anima´tory rozsˇirˇujı´ rozhranı´ IAnimator.
7.2.3 Anima´tor promeˇnne´
Prvnı´m pouzˇity´m anima´torem je anima´tor promeˇnne´, slouzˇı´cı´ k vizualizaci jedne´ jedno-
duche´ promeˇnne´. Implementova´n je ve trˇı´deˇ AnimatorPromenne. Anima´tor je definova´n







Tabulka 5: Uda´losti na neˇzˇ reaguje anima´tor promeˇnne´
na´zev uda´losti chova´nı´
incializacePole konstrukce a zobrazenı´
deklaracePromenneProvedena zobrazenı´ ukazatele (sˇipky)
bunkyVPametiZrusena skrytı´ ukazatele (sˇipky)
doPromenneUlozeno prˇesunutı´ ukazatele (sˇipky)
doPromenneUlozenoZOdkazu prˇesunutı´ ukazatele (sˇipky)
doPromenneVPoliUlozeno prˇepsa´nı´ prˇı´slusˇne´ hodnoty
doPromenneVPoliUlozenoZOdkazu prˇesunutı´ prˇı´slusˇne´ hodnoty
Tabulka 6: Uda´losti na neˇzˇ reaguje anima´tor pole
Skla´da´ se ze dvou panelu JPanel a trˇech popisku˚ JLabel. Panely reprezentujı´ hlavicˇku
a teˇlo. V hlavicˇce jsou potom u´daje o typu a na´zvu promeˇnne´ v samotne´m teˇle potom
hodnota promeˇnne´.
Uda´losti na neˇjzˇ anima´tor promeˇnne´ reaguje jsou popsa´ny v tabulce 5.
7.2.4 Anima´tor pole
Anima´tor pole slouzˇı´ k vizualizaci jednoduche´ho pole. Implementace je realizova´na ve
trˇı´deˇ AnimatorPole. Stejneˇ jako prˇedchozı´ anima´tor je i tento definova´n na´zvem pole, ktere´
obsahuje. Navı´c lze prˇidat ukazatele, tedy sˇipky ukazujı´cı´ na jednotlive´ bunˇky pole, sˇipka
je definova´na na´zvy promeˇnny´ch na ktere´ reaguje a vy´razem jezˇ vyhodnocuje. Vzhled je
urcˇen trˇı´dou SchemaAnimatoruPole.
Reakce na uda´losti jsou shrnuty v tabulce 6
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Obra´zek 14: Uka´zka vzhledu anima´toru˚
38
8 Rozsˇı´rˇenı´ funkcˇnosti ra´mce
Rozsˇı´rˇenı´m aplikacˇnı´ho ra´mce je cha´pa´no hlavneˇ mozˇnost doplnˇova´nı´ jazykovy´ch ele-
mentu˚. Velice snadno lze doplnit jednoduche´ trivia´lnı´ funkce a to rozsˇı´rˇenı´m trˇı´dy jazyk
.Funkce. Operace lze definovat rozsˇı´rˇenı´m trˇı´dy jazyk.Operace, operace lze i prˇeteˇzˇovat.
Prˇi rˇesˇenı´ vy´razu vola´ syste´m operace definovane´ ve trˇı´deˇ jazyk.Jazyk. Tato trˇı´da obsahuje
staticke´ metody, ktere´ umozˇnˇujı´ obsazˇene´ funkce prˇepsat a tak zmeˇnit chova´nı´ opera´toru˚.
Jednoduchy´m zpu˚sobem lze definovat ru˚zne´ podpu˚rne´ trˇı´dy s verˇejny´mi atributy a to
pomocı´ trˇı´dy jazyk.Odkaz. Mozˇnosti i s uka´zkou jsou popsa´ny v prˇı´loze B.
Dalsˇı´m mozˇnostmi rozsˇirˇova´nı´ je mozˇnost meˇnit pohled na prova´deˇnı´ ko´du, tedy vi-
zualizaci. Vzhledem k tomu, zˇe vizualizacˇnı´ vrstva prˇijı´ma´ komponenty javax.Swing jsou
v tomto smeˇru mozˇnosti velmi bohate´ s jisty´mi u´pravami by bylo mozˇno vytva´rˇet i inter-
aktivnı´ prezentace umozˇnˇujı´cı´ uzˇivatelu˚m aktivnı´ za´sahy do prova´deˇne´ho algoritmu.
Za´kladnı´m nedostatkem je nemozˇnost sestavit ko´d bez rekompilace zdrojovy´ch sou-
boru˚. Tento nedostatek by mohl by´t vyrˇesˇen doplneˇnı´m syste´mu o objekty starajı´ce se o
nacˇı´ta´nı´ ko´du z externı´ch zdroju˚ naprˇ. textove´ho souboru.
Jisteˇ by bylo vhodne´ prˇi sestavova´nı´ ko´du kontrolovat syntaxi i vza´jemne´ vztahy
objektu. Naprˇı´klad zda-li se nepouzˇı´va´ jesˇteˇ nedeklarovana´ promeˇnna´ apod.
Dalsˇı´ veˇcı´, ktera´ by zvy´sˇila kvalitu aplikacˇnı´ho ra´mce je sjednotit prˇı´stup a chova´nı´




V te´to bakala´rˇske´ pra´ci jsem navrhnul a na implementoval aplikacˇnı´ ra´mec umozˇnˇujı´cı´
automatickou animaci pru˚beˇhu algoritmu˚. Aplikacˇnı´ ra´mec jsem navrhnul s ohledem
na jednoduchou pouzˇitelnost a rozsˇirˇitelnost. Beˇhem cele´ doby jsem zhodnocoval jak
teoreticke´ znalosti tak prakticke´ dovednosti nabyte´ beˇhem me´ho studia.
Podarˇilo se mi splnit za´kladnı´ pozˇadavky na snadnou rozsˇirˇitelnost. Pomocı´ trˇı´d apli-
kacˇnı´ho ra´mce lze snadno nadefinovat zdrojovy´ ko´d animovane´ho algoritmu a na´sledneˇ
jej rozanimovat, prˇicˇemzˇ vsˇe se deˇje automaticky bez za´sahu vneˇjsˇı´ aplikace. Soucˇa´stı´
pra´ce je i implementace aplikace demonstrujı´cı´ pouzˇı´ti ra´mce a to jak definice zdrojove´ho
ko´du, definice prezentace tak i spousˇteˇnı´ a rˇı´zenı´ probı´hajı´cı´ho ko´du. Mimo drobny´ch
nedostatku˚ se hlavneˇ nepodarˇilo vyvinout zpu˚sob nacˇı´ta´nı´ zdrojove´ho ko´du z externı´ho
souboru.
S nasazenı´m se pocˇı´ta´ hlavneˇ prˇi vy´uce za´kladu algoritmizace. Do budoucna bych
ra´d na tomto projektu pracoval a rozvı´jel jej tak, aby mnohem le´pe splnˇoval prakticke´
potrˇeby svy´ch uzˇivatelu˚, at’studentu˚ cˇi vyucˇujı´cı´ch.




[1] SEMECKY´, Jirˇı´. Naucˇte se Javu : opera´tory a rˇı´dı´cı´ prˇı´kazy. Interval [online]. 2002.
Dostupny´ z WWW: <http://interval.cz/clanky/naucte-se-javu-operatory-a-ridici-
prikazy/>.
[2] JDK 6 Documentation [online]. Sun Microsystems, c2006. Dostupny´ z WWW:
<http://java.sun.com/javase/6/docs/>.
[3] prof. PELIKA´N, Jan. Stromove´ struktury. Matematicke´ za´klady informatiky [online].
2006. Dostupny´ z WWW: <http://hroch.sk/skola/mzi/6 stromy.doc>.
[4] PLACKOVA´, Eva. Framework pro animaci algoritmu˚. [s.l.], 2008. 30 s. Vysoka´ sˇkola
Ba´nˇska´ - Technicka´ univerzita Ostrava. Vedoucı´ bakala´rˇske´ pra´ce Ing. David Jezˇek.
41
A Pouzˇitı´ aplikacˇnı´ho ra´mce
Programa´torske´ pouzˇitı´ spocˇı´va´ ve trˇech krocı´ch, definice zdrojove´ho ko´du, definova´nı´
vizualizace a na´sledne´ prova´za´nı´ a spousˇteˇnı´. Vsˇechny vyjmenovane´ kroky v te´to prˇı´loze
du˚kladneˇ popı´sˇu.
A.1 Sestavenı´ zdrojove´ho ko´du
Postup sestavenı´ zdrojove´ho ko´du se skla´da´ ze dvou kroku˚. Sestavenı´ jednotlivy´ch funkcı´
a sestavenı´ programu. Upozornˇuji, zˇe prˇi sestavova´nı´ ko´du nedocha´zı´ te´meˇrˇ k zˇa´dny´m
kontrola´m (azˇ na kontrolu spra´vne´ syntaxe vy´razu), pouzˇije-li se naprˇ. promeˇnna´, ktera´
nebyla prˇed tı´m deklarova´na nebo se zavola´ neexistujı´cı´ funkce, aplikacˇnı´ ra´mec to ne-
pozna´ a k chybeˇ dojde azˇ prˇi spusˇteˇnı´ sˇpatneˇ napsane´ho algoritmu.
A.1.1 Vy´razy
Vy´raz patrˇı´ k za´kladnı´m konstrukcı´m. Protozˇe se jedna´ o za´kladnı´ veˇc, ktera´ je pouzˇita´
ve vsˇech prˇı´kazech vysveˇtlı´m pravidla sestavova´nı´ vy´razu hned na zacˇa´tek. Rˇeknu-li
vy´raz ma´m na mysli neˇco jako a = a + 2;, pole[x] = 4; nebo take´ slozˇiteˇjsˇı´ pole = new int
[a+1][random(6++)]. Vy´raz je reprezentova´n trˇı´dou Vyraz. Konstrukce se prova´dı´ pomocı´
staticke´ metody vyraz ve trˇı´deˇ jazyk.Jazyk. Metoda prˇijı´ma´ bud’ jeden nebo vı´ce cˇlenu˚




• Vola´nı´ trivia´lnı´ch funkcı´
• Vola´nı´ uzˇivatelem definovany´ch funkcı´
• Jine´ vy´razy
Konstanty
Konstanty jsou jednoducha´ cˇı´sla, poprˇ. znaky nebo i rˇeteˇzec. Konstantu lze vytvorˇit sta-
tickou metodou udaj, hodnotu konstanty pak urcˇuje parametr.
udaj(0) ; // konstanta typu int , hodnota 0
udaj(true) ; // konstanta typu boolean, hodnota true
udaj(−4.4); // konstanta typu double, hodnota −4.4
udaj( ’c’ ) ; // konstanta typu char, hodnota c
string ( ”ahoj”) ; // konstanta typu string , hodnota ”ahoj”
udajNull( ”String” ) ; // konstanta typu string , hodnota null
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Je-li potrˇeba mı´t konstantu ve formeˇ vy´razu lze pouzˇı´t metody stejne´ho na´zvu rozsˇı´-
rˇene´ o pı´smeno v. Konstanta pak bude uza´vorkovana´.
udajv(0); // konstanta typu int , hodnota 0
udajv(true); // konstanta typu boolean, hodnota true
udajv(−4.4); // konstanta typu double, hodnota −4.4
udajv( ’c’ ) ; // konstanta typu char, hodnota c
stringv ( ”ahoj”) ; // konstanta typu string , hodnota ”ahoj”
Vprˇı´padeˇ konstanty null je nutne´ uda´vat na´zev datove´ho typu do ktere´ho bude vkla´da´na!
Operace
Pro navra´cenı´ operace je potrˇeba zavolat prˇı´slusˇnou statickou metodu opeˇt z trˇı´dy jazyk
.Jazyk. Pouzˇitelne´ operace jsou zobrazeny v tabulce 7. Vedle na´zvu operace je uveden
opera´tor, ktery´ ji prˇedstavuje.
Promeˇnne´
Promeˇnny´ch existujı´ dva typy, jednoduche´ promeˇnne´ a promeˇnne´ v poli. Pro vytva´rˇenı´
promeˇnny´ch existujı´ dveˇ metody
promenna(”a”); // vra´tı´ promeˇnnou ”a” jako odkaz
promennav(”a”); // vra´tı´ promeˇnnou ”a” jako vy´raz
Je-li trˇeba odka´zat na promeˇnnou v poli mu˚zˇeme ji indexovat obycˇejny´mi cˇı´sly
promenna(”pole”, 0, 0); // vra´tı´ promeˇnnou ”pole[0][0]” jako odkaz
promennav(”pole”, 0, 0); // vra´tı´ promeˇnnou ”pole[0][0]” jako vy´raz
Nebo mu˚zˇeme indexovat pomocı´ jiny´ch vy´razu˚.
promenna(”pole”, promennav(a), udajv(0))); // vra´tı´ promeˇnnou ”pole[a][0]” jako odkaz
promennav(”pole”, udajv(0), promennav(b)); // vra´tı´ promeˇnnou ”pole[0][b]” jako vy´raz
Pocˇet indexu˚ samozrˇejmeˇ za´visı´ na pocˇtu rozmeˇru˚ dane´ho pole.
Vola´nı´ trivia´lnı´ch funkcı´
V tomto prˇı´padeˇ se jedna´ o vola´nı´ vestaveˇny´ch funkcı´ vracejı´cı´ hodnotu prˇı´mo. Je-li ve
vy´razu takove´ vola´nı´ (bez toho aby v neˇm soucˇasneˇ bylo vola´nı´ netrivia´lnı´ funkce) vy´raz
se vyhodnotı´ prˇı´mo. Pouzˇitelne´ funkce a jejich metody jsou zapsa´ny v tabulce 8
Vola´nı´ slozˇeny´ch funkcı´
V tomto prˇı´padeˇ se jedna´ o vola´nı´ slozˇeny´ch uzˇivatelem definovany´ch funkcı´, tedy teˇch






modus(%) jeMensiNeboRovno(<=) exkluzivniSoucet(ˆ )
prirazeni(=) jeVetsiNeboRovno(>=) posunVlevo(<<)
inkrementace(++) neniRovno(! =) posunVpravo(>>)
Tabulka 7: Metody na dosazenı´ operacı´ jazyk.Jazyk
na´zev metody popis parametry popis parametru˚
novePole inic. pole string, int... typ, vel. rozmeˇru˚
novePole inci. pole string, Vyraz... typ, vel. rozmeˇru˚
random genera´tor na´hodne´ho cˇı´sla int max. vel. na´hodne´ho cˇı´sla
setridenePole vracı´ setrˇı´teˇde´ pole intu˚ int vel. pole
nahodnePole vracı´ na´hodne´ pole intu˚ int vel. pole
Tabulka 8: Seznam metod pro dosazenı´ trivia´lnı´ch funkcı´ Jazyk.jazyk
prˇedat prˇı´padne´ parametry. Metody ktery´mi jde do vola´nı´ dosadit vy´razy jsou funkce
(KodFunkce, Vyraz... a funkcev(KodFunkce, Vyraz..., prvnı´m parametrem je odkaz na prˇı´-
slusˇny´ ko´d funkce a druhy´m potom promeˇnny´ seznam vy´razu prˇedany´ch do funkce jako
parametry. Pocˇet vy´razu musı´ by´t roven pocˇtu parametru volane´ funkce. Uka´zka jsou
potom zobrazeny nı´zˇe prˇi vysveˇtlova´nı´ sestavenı´ funkcı´ a programu.
// 1) Vy´raz a++ by se zapsal takto:
Vyraz v1 = vyraz(promenna(”a”), inkrementace());
// 2) Vy´raz hlava = hlava % data.length by se zapsal takto (promeˇnna´ data je typu pole):
Vyraz v2= vyraz(promenna(”hlava”), prirazeni(), promenna(”hlava”), modus(), velikostPole(”
data”)) ;
// 3) Vy´raz data = new String[random(10)] by se zapsal takto:
Vyraz v3 = vyraz(promenna(”data”), prirazeni() , novePole(”String”, random(10)));
// 4) Vy´raz a + (5−c) ∗ ( a + (b / 2)) by se zapsal takto :
Vyraz v4 = vyraz(promenna(”a”), scitani () ,
vyraz(udaj(5), odcitani () , promenna(”c”)),
nasobeni(),
vyraz(promenna(”a”), scitani () ,
vyraz(promenna(”b”), deleni() , udaj(2)) ) ;
// 5) Vy´raz c == (a < b) by zapsal takto :
Vyraz v5 = vyraz(promenna(”c”), jeRovno(), vyraz(promenna(”a”), jeMensi(), promenna(”b”)));
Vy´pis 2: Uka´zky sestavenı´ vy´razu˚
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A.1.2 Definice funkce
Jednotlive´ funkce jsou prezentova´ny trˇı´dou KodFunkce v balı´ku kody. Prˇi sestavova´nı´ se
musı´ nejprve definovat hlavicˇka funkce, tedy to jak se funkce bude jmenovat, jake´ bude
prˇijı´mat parametry a prˇı´padneˇ jake´ho typu bude na´vratova´ hodnota. Definice hlavicˇky se
prova´dı´ prˇı´mo v konstruktoru trˇı´dy a ma´ neˇkolik prˇetı´zˇenı´. Jednoducha´ funkce s na´zvem
main, ktera´ je bez parametru a nevracı´ zˇa´dnou na´vratovou hodnotu by se vytvorˇila takto:
KodFunkce fMain = new KodFunkce(”main”)
V prˇı´padeˇ bezparametricke´ funkce, ktera´ ale jizˇ vracı´ neˇjakou hodnotu pouzˇijeme prˇe-
tı´zˇeny´ konstruktor s dveˇma parametry. Prvnı´m parametrem je na´zev funkce, druhy´m
na´zev datove´ho typu na´vratove´ hodnoty.
KodFunkce fPi = new KodFunkce(”pi”, ”double”);
Tato funkce se tedy nazy´va´ ”pi” a vracı´ hodnotu double. Aby funkce prˇijı´mala jeden
parametr a za´rovenˇ vracela na´vratovou hodnotu je nutne´ pouzˇı´t tento konstruktor:
KodFunkce fFaktorial = new KodFunkce(”faktorial”, ”int” , ” int ” , ”n”) ;
Konstruktor ma´ jizˇ cˇtyrˇi parametry, na´zev funkce, na´zev datove´ho typu na´vratove´ hod-
noty, na´zev datove´ho typu parametru a samotny´ na´zev parametru. Na´zev parametru je
v podstateˇ na´zev promeˇnne´, pod ktery´m bude prˇedana´ hodnota ve funkci vystupovat.
Prˇedchozı´ funkce vracı´ tedy hodnotu typu int a potrˇebuje jeden parametr typu int, ktery´
se bude jmenovat ”n”.Ma´-li mı´t funkce vı´ce parametru pouzˇijememı´sto dvou poslednı´ch
parametru˚ seznamy.
KodFunkce fMocneni = new KodFunkce(”umocni”, ”double”, {”double”, ”int”}, {”z”, ”exp”});
Jeden seznam prˇedstavuje na´zvy datovy´ch typu˚, druhy´ seznam potom na´zvy parametru˚.
Funkce bude tedy prˇijı´mat dva parametry, parametr ”z” bude typu double, zatı´mco para-
metr ”exp” typu int. Je nutne´ aby oba seznamy byly stejneˇ dlouhe´. Prˇi definova´nı´ funkce
bez na´vratove´ hodnoty se vypustı´ druhy´ parametr, na´vratovy´ typ bude automaticky do-
plneˇn na void. Dveˇ poslednı´ uka´zky nynı´ bez na´vratovy´ch hodnot.
KodFunkce fFaktorial = new KodFunkce(”faktorial”, ”int” , ”n”) ;
KodFunkce fMocneni = new KodFunkce(”umocni”, {”double”, ”int”}, {”z”, ”exp”});
Ted’, kdyzˇ je hlavicˇka funkce hotova lze do jejı´ho teˇla prˇida´vat jednotlive´ prˇı´kazy(vy´raz,
deklaraci promeˇnne´ a prˇı´kaz return).
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A.1.3 Vlozˇenı´ vy´razu
Vlozˇenı´ vy´razu do teˇla funkce se prova´dı´ jednoduchy´m vola´nı´m.
funkce.vlozVyraz(vyraz(promenna(”a”), prirazeni() , udaj(0)) ) ;
Jak sestavit vy´raz je popsa´no v kapitole A.1.1
A.1.4 Deklarace promeˇnne´
Deklarace promeˇnne´ je nutno vlozˇit jesˇteˇ prˇed samotny´m pouzˇı´va´nı´m promeˇnne´. Na
rozdı´l od pravidel Javy, je zde nutno kazˇdou noveˇ deklarovanou promeˇnnou ihned inici-
alizovat. Deklarace promeˇnne´ se tedy skla´da´ z na´zvu datove´ho typu promeˇnne´ s na´zvu
samotne´ promeˇnne´ a inicializacˇnı´ hodnoty. Ve trˇı´deˇ jsou k dispozici dveˇ metody.
funkce.vlozDeklaraciPromenne(”int”, ”a”, udaj(0)) ;
funkce.vlozDeklaraciPromenne(”double”, ”b”, vyraz(promenna(”a”));
Prvnı´ metoda prˇirˇazuje promeˇnne´ ”a”, ktera´ je typu int u´daj s hodnotou 0. Druha´ potom
deklaruje promeˇnnou ”b” jako double a prˇirˇazuje ji vy´raz. Jak psa´t u´daje a vy´razy je vy-
sveˇtleno v kapitole A.1.1. Prˇi deklaraci pole stacˇı´ rozsˇı´rˇit na´zev datove´ho typu o prˇı´slusˇny´
pocˇet za´vorek.
funkce.vlozDeklaraciPromenne(”int[][]” , ”matice”, udajNull( ” int [][] ” ) ) ;
funkce.vlozDeklaraciPromenne(”String[]”, ”pole”, novePole(”String”, 5);
Prvnı´ uka´zka deklaruje dvourozmeˇrne´ pole ”matice” a prˇirˇadı´ ji hodnotu null. Druha´
uka´zka potom deklaruje pole stringu˚ ”pole” a inicializuje jej na 5 prvku˚.
A.1.5 Prˇı´kaz return
Prˇı´kaz return slouzˇı´ k ukoncˇenı´ funkce. Mu˚zˇe obsahovat na´vratovou hodnotu. Implicitneˇ
je na konec kazˇde´ funkce vlozˇen prˇı´kaz return bez na´vratove´ hodnoty. Vlozˇit do teˇla
funkce prˇı´kaz return je nutne´ tehdy, kdyzˇ je potrˇeba vracet neˇjakou na´vratovou hodnotu
nebo kdyzˇ je potrˇeba funkci prˇedcˇasneˇ ukoncˇit. Vlozˇenı´ prˇı´kazu return s na´vratovou
hodnotou a+5.
funkce.vlozReturn(vyraz(promenna(”a”), scitani() , udaj(5)) ) ;
Vlozˇenı´ prˇı´kazu return bez na´vratove´ hodnoty se pak provede takto.
funkce.vlozReturn();
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Upozorneˇnı´: Funkce neˇjak neporovna´vajı´ na´vratove´ hodnoty s pouzˇity´mi prˇı´kazy re-
turn, v prˇı´padeˇ sˇpatneˇ definovane´ho ko´du nenı´ zarucˇeno spra´vne´ chova´nı´ ani vyhozenı´
vyjı´mky.
A.1.6 Veˇtvenı´ a cykly
Veˇtvenı´ a cykly se vkla´dajı´ stejny´m zpu˚sobem jako prˇedchozı´ prˇı´klady. Bude-li trˇeba blok
ko´du (veˇtev nebo cyklus) ukoncˇit provede se vlozˇenı´ konce bloku ko´du a to metodou
vlozKonecBloku()
Vlozˇenı´ veˇtvenı´
Veˇtvenı´ je reprezentova´no bloky if a if−else. Veˇtvenı´ je definovanou pouze rozhodujı´cı´
podmı´nkou, tato podmı´nka se vkla´da´ ve formeˇ vy´razu vracejı´cı´ hodnotu boolean. Prˇı´klad
neu´plne´ho veˇtvenı´.
funkce. vlozIf (vyraz(promenna(”a”), jeRovno(), udaj(0))) ;
funkce.vlozVyraz(promenna(”a”), prirazeni() , udaj(1)) ;
funkce.vlozKonecBloku();
Prˇı´klad sestavenı´ u´plne´ho rozhodovacı´ho bloku, vcˇetneˇ veˇtve else.
funkce. vlozIf (vyraz(promenna(”a”), jeRovno(), udaj(0))) ;
funkce.vlozVyraz(promenna(”a”), prirazeni() , udaj(1)) ;
funkce.vlozElse()
funkce.vlozVyraz(promenna(”a”), prirazeni() , udaj(2)) ;
funkce.vlozKonecBloku();
Vlozˇenı´ cyklu while
Vlozˇenı´ cyklu while je obdobne´ jako vkla´da´nı´ veˇtvenı´. Je definova´no jen ukoncˇujı´cı´ pod-
mı´nkou. Uka´zka vlozˇenı´ jednoduche´ho cyklu while.




Vlozˇenı´ cyklu do−while je obdobne´ jako vkla´da´nı´ prˇedchozı´ch bloku˚. Opeˇt je definova´no
pouze ukoncˇujı´cı´ podmı´nkou. Rozdı´lem oproti Javeˇ je, zˇe se podmı´nka zada´va´ uzˇ u klı´-
cˇove´ho slova do. Uka´zka.





Vkla´da´nı´ cyklu for je mı´rneˇ komplikovaneˇjsˇı´. Hlavicˇku cyklu lze vlozˇit metodou
funkce.vlozFor(vyraz(promenna(”a”), prirazeni() , udaj(10)) , vyraz(promenna(”a”), jeVetsi () ,
udaj(0)) , vyraz(promenna(”a”), dekrementace()));
Kde parametry jsou postupneˇ incializacˇnı´ vy´raz, termina´lnı´ podmı´nka a iteracˇnı´ vy´raz.
V prˇı´padeˇ potrˇeby deklarovat promeˇnnou v inicializacˇnı´ cˇa´sti deklarovat je nutne´ pouzˇı´t
prˇetı´zˇenı´ metody.
funkce.vlozFor(” int ” , ” i ” , udajv(0), vyraz(promenna(”i”), jeMensi(), udaj(5)) ,
vyraz(promenna(”i”), inkrementace())));
prvnı´ rˇeteˇzec je na´zev datove´ho typu noveˇ deklarovane´ promeˇnne´, druhy´ rˇeteˇzec je
jejı´ jme´no, trˇetı´ je inicializacˇnı´ vy´raz, cˇtvrty´ a pa´ty´ parametr je stejny´ jako v prˇedchozı´m
prˇı´padeˇ.
A.1.7 Kompletace programu
Ted’, kdyzˇ jsou vytvorˇeny vsˇechny funkce (jedna funkce = jeden objekt KodFunkce), je
mozˇno je da´t dohromady. Cely´ program je reprezentova´n trˇı´dou kody.KodProgramu().
Vlozˇenı´ funkce do programu se prova´dı´ metodou vlozFunkci(KodFunkce), kde parametr je
konkre´tnı´ jizˇ sestavena´ funkce. Du˚lezˇite´ je, zˇe v programu se smı´ nacha´zet pra´veˇ jedna
funkce s na´zvemmain. Tato funkce vystupuje jako vstupnı´ bod cele´ho programu a je prvnı´
volana´ prˇi spusˇteˇnı´ programu.
Mu˚zˇe se sta´t, zˇe bude potrˇeba deklarovat globa´lnı´ promeˇnne´. Takova´ deklarace se
pakprova´dı´metodou vlozGlobalniDeklaraciPromenne. Globa´lnı´ deklaracepromeˇnny´ch jsou
spousˇteˇny jesˇteˇ prˇed samotny´m vola´nı´m funkce main.
Uka´zka kompletace programu je zobrazena ve vy´pise 3.
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/∗
∗ Program Naplneˇnı´ pole
∗ globa´lnı´ promeˇnna´ data − pole rˇeteˇzcu˚
∗ funkce: void naplnPole(String ret )
∗ naplnı´ pole rˇeteˇzcu˚ hodnotou obdrzˇenou v parametru
∗ funkce: void main()
∗ inicializuje pole, a necha´ si jej naplnit hodnotou ”ahoj”
∗/
// Nejprve se vytvorˇı´ funkce naplnPole
KodFunkce fNaplnPole = new KodFunkce(”naplnPole”, ”String”, ”ret”);
// Ko´d se bude skla´dat s jednoho cyklu
fNaplnPole.vlozFor(” int ” , ” i ” , udajv(0),





fNaplnPole.vlozKonecBloku(); // ukoncˇenı´ cyklu
fNaplnPole.vlozKonecBloku(); // ukoncˇenı´ funkce
// Nynı´ se vytvorˇı´ funkce main
KodFunkce fMain = new KodFunkce(”main”);
// Inicializace pole o 10 rˇeteˇzcı´ch
fMain.vlozVyraz(vyraz(promenna(”data”), prirazeni() , novePole(”String”, 10))) ;
// Zavola´nı´ funkce naplnˇ pole s parametrem ”ahoj”;
fMain.vlozVyraz(volaniv(fNaplnPole, udajv(”ahoj”) ) ) ;
fMain.vlozKonecBloku(); // ukoncˇenı´ funkce main
// Vytvorˇenı´ programu NaplneniPole
KodProgramu program = new KodProgramu(”NaplneniPole”);
// Globa´lnı´ deklarace pole data
program.vlozGlobalniDeklaraci(”String[] ” , ”data”, udajNull( ”String [] ” ) ) ;




Vy´pis 3: Uka´zka kompletace programu
A.2 Sestavenı´ prezentace
Sestavenı´ prezentace se skla´da´ z definice umı´steˇnı´ a chova´nı´ jednotlivy´ch vizualizacˇnı´ch
prvku˚. Vsˇechny prvky se vkla´dajı´ do prohlı´zˇecˇe algoritmu (trˇı´da ProhlizecAlgoritmu). Zob-
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razenı´ promeˇnne´ se provede konstrukcı´
new AnimatorPromenne(”a”, pA, new Point(20, 20));
Prvnı´ parametr je na´zev zobrazene´ promeˇnne´, druhy´m potom konkre´tnı´ prohlı´zˇecˇ, po-
slednı´ potom mı´sto vlozˇenı´. Takzˇe prˇedchozı´ prˇı´kaz vytvorˇı´ prohlı´zˇecˇ promeˇnne´ ”a” na
prohlı´zˇecˇi ”pA” na sourˇadnici 20,20. V prˇı´padeˇ, zˇe vzhled anima´toru promeˇnne´ nevyho-
vuje mu˚zˇeme pouzˇı´t prˇetı´zˇenı´
new AnimatorPromenne(”a”, pA, new Point(20, 20), schema, true);
Prvnı´ trˇi parametry jsou shodne´ jako v prˇedesˇle´m prˇı´padeˇ, navı´c je ale pouzˇito sche´ma.
Poslednı´m parametrem je prˇı´znak, zda-li ma´ anima´tor reagovat na uda´losti. Sche´ma
anima´toru promeˇnne´ je realizova´no ve trˇı´deˇ SchemaAnimatoruPromenne a jsou v neˇm de-
finova´ny vlastnosti ovlivnˇujı´cı´ vzhled anima´toru.
Zobrazenı´ pole se prova´dı´ konstrukcı´
new AnimatorPole(”data”, pA, new Point(20, 20));
Parametry majı´ stejny´ vy´znam jako u anima´toru promeˇnne´, vytvorˇı´ se tedy anima´tor
pole na´zvu ”pole” v prohlı´zˇecˇi ”pA” na pozici 20, 20. V prˇı´padeˇ zmeˇny vzhledu je nutne´
pouzˇı´t prˇetı´zˇenı´
new AnimatorPole(”data”, pA, new Point(20, 20), schema);
Stejneˇ jako u anima´toru promeˇnne´ se akora´t prˇida´ parametr definujı´cı´ sche´ma anima´-
toru pole. Toto sche´ma je realizova´no ve trˇı´deˇ SchemaAnimatoruPole. Mezi prvky vzhledu
ve sche´matu se nacha´zı´ i atribut smer, ktery´m lze ovlivnit orientaci pole. Mozˇne´ hodnoty
jsou SchemaAnimatoruPole.NA STOJATO nebo SchemaAnimatoruPole.NA LEZATO. Je-li po-
trˇeba k anima´toru pole prˇirˇadit i ukazatel, lze to prove´st vola´nı´m
aniPole.priradUkazatel(”a”, promennav(”a”), true);
Prˇı´klad prˇirˇadı´ anima´toru pole sˇipku reagujı´cı´ na promeˇnnou ”a”, bude zobrazovat hod-
notu promeˇnne´ ”a” a smı´ prˇi zrusˇenı´ promeˇnne´ zmizet. Prvnı´ parametr tedy definuje
na´zev promeˇnne´ na jejizˇ zmeˇnu bude sˇipka reagovat, druhy´m potom vy´raz ktery´ se
bude vyhodnocovat a poslednı´ zda-li ma´ sˇipka prˇi zrusˇenı´ promeˇnne´ zmizet. Sˇipka bude
obarvena standardnı´ barvou urcˇenou sche´matem anima´toru pole. Kdyby se prˇirˇazenı´
ukazatele provedlo takto
aniPole.priradUkazatel(”b”, vyraz(promennav(”b”), scitani () , udaj(1)) , false, GREEN);
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Vytvorˇı´ se ukazatel reagujı´cı´ na zmeˇnu promeˇnne´ ”b”, nebude ale zobrazovat prˇı´mo
jejı´ hodnotu ny´brzˇ hodnotu o 1 veˇtsˇı´ tedy b+1, sˇipka nezmizı´ ani po vyjmutı´ promeˇnne´
”b” z pameˇti a bude vyplneˇna zelenou barvou.
Kromeˇ vy´sˇe popsany´ch anima´toru lze do prohlı´zˇecˇe algoritmu vlozˇit jakoukoli pro-
meˇnnou javax.Swing.
prohlizecAlgoritmu.vlozKomponentu(new JLabel(”Ahoj”), new Rectangle(0, 0, 50, 20));
Zobrazeny´ prˇı´klad tedy vlozˇı´ do leve´ho hornı´ho rohu prohlı´zˇecˇe algoritmu na´pis ”Ahoj”.
Komponenta samozrˇejmeˇ nemusı´ by´t JLabel, ale mu˚zˇe by´t jaka´koli, druhy´ parametr pak
urcˇuje prˇesne´ umı´steˇnı´ vcˇetneˇ velikosti.
A.3 Spousˇteˇnı´ ko´du
Po sestavenı´ ko´du a sestavenı´ prezentace jsou k dispozici tyto objekty
KodProgramu program; //trˇı´da se zdrojovy´m ko´dem algoritmu
ProhlizecAlgoritmu prohlizecAlg; // trˇı´da s prezentacı´
Da´le si stacˇı´ vytvorˇit prohlı´zˇecˇ zdrojove´ho ko´du
ProhlizecHlavnihoKodu prohlizecKodu;
Kvu˚li tomu aby prohlı´zˇecˇ zdrojove´ho ko´du veˇdeˇl kdy se ukoncˇı´ animace je nutne´ prove´st
prova´za´nı´ prohlı´zˇecˇe algoritmu s prohlı´zˇecˇem ko´du.
prohlizecAlgoritmu.pridejPosluchace(prohlizecKodu);
Pomocı´ staticke´ metody zı´ska´me instanci stroje
Stroj stroj = Stroj . dejStroj ()
Vlastnı´ nacˇtenı´ algoritmu se provede prˇeda´nı´m ko´du stroji
stroj .nactiProgram(program);
Je-li vsˇe v porˇa´dku, tak se po tomto zavola´nı´ zobrazı´ v prohlı´zˇecˇi ko´du naforma´tovany´
zdrojovy´ ko´d algoritmu. Provedou se globa´lnı´ deklarace programu a v za´vislosti na nich
i neˇktere´ anima´tory promeˇnny´ch. Program lze krokovat vola´nı´m
program.proved();
Vra´tı´-li metoda hodnota true program je u konce. V prˇı´padeˇ, zˇe metoda main ocˇeka´va´
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parametry lze je prˇedat metodou
program.nastavParametry(Vyraz...);
Parametry jsou tedy reprezentova´ny polem vy´razu˚. Ukoncˇenı´ algoritmu lze prove´st me-
todou
stroj . reset () ;
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B Rozsˇı´rˇenı´ aplikacˇnı´ho ra´mce
B.1 Rozsˇı´rˇenı´ jazykovy´ch elementu˚
Jazykove´ elementy aplikacˇnı´ho ra´mce lze rozsˇı´rˇit o nove´ referencˇnı´ typy, trivia´lnı´ funkce
nebo odkazy. Prˇicˇemzˇ odkazy mohou simulovat chova´nı´ verˇejny´ch atributu˚ trˇı´d poprˇı´-
padeˇ jejich metod.
B.1.1 Vytvorˇenı´ nove´ho referencˇnı´ho typu
Vsˇechny objekty jsou v aplikacˇnı´m ra´mci ulozˇeny na haldeˇ v pameˇti. V algoritmu se pak
da´ k nim dostat pomocı´ u´daje UdajSPtr. Je-li potrˇeba vytvorˇit novy´ referencˇnı´ typ stacˇı´
vytvorˇit libovolnou trˇı´du, prˇicˇemzˇ jejı´ atributy je nutne´ zaobalit do prˇı´slusˇne´ho u´daje
(UdajSIntem,UdajSDoublem,UdajSBoolem,UdajSCharem poprˇ. referencˇnı´ typy UdajSPtr).
B.1.2 Vytvorˇenı´ nove´ funkce
Je-li potrˇeba vytvorˇit novou funkci stacˇı´ vytvorˇit trˇı´du deˇdı´cı´ z abstraktnı´ trˇı´dy jazyk.
Funkce. Prˇicˇemzˇ v konstruktoru se musı´ prˇedat na´zev funkce, informace zda-li se ma´
prˇed na´zev vlozˇit klı´cˇove´ slovo new a take´ prˇı´padne´ parametry funkce. Nutne´ je prˇekry´t
metodu vyhodnotSe(), kde je implementova´na cela´ logika funkce. Metoda vracı´ IUdaj,
tedy neˇjaky´ abstraktnı´ u´daj. Zu˚stane-li metoda neprˇekryta bude vzˇdy vracet hodnotu
null. Beˇhem prova´deˇnı´ ko´du funkce je nutno zavolat na prˇedka vyhodnotSe() a to kvu˚li
vyvola´nı´ uda´losti o zavola´nı´ funkce. Lze take´ prˇekry´t standardnı´ metodu toString () , jejı´zˇ
hodnota je pak zobrazena v bublinkove´ na´poveˇdeˇ u funkce prˇi prezentaci zdrojove´ho
ko´du.
B.1.3 Vytvorˇenı´ nove´ho odkazu
Pro vytvorˇenı´ nove´ho odkazu je trˇeba deˇdit z abstraktnı´ trˇı´dy jazyk.Odkaz. Zde je du˚lezˇite´
prˇekrytı´ metod ulozUdaj(), ulozUdajZOdkazu() a vyhodnotSe(). Zatı´mco prvnı´ dveˇ metody
slouzˇı´ k ulozˇenı´ hodnoty do odkazu tak poslednı´ metoda slouzˇı´ k prˇecˇtenı´ hodnoty
z odkazu. Zde je du˚lezˇite´ i prˇekrytı´ standardnı´ metody toString () , jejı´ vy´sledek bude
zobrazova´n v prohlı´zˇecˇi zdrojove´ho ko´du.
B.2 Rozsˇı´rˇenı´ anima´toru˚
Anima´tory jsou velice volne´ komponenty. Pravidlo je, zˇe by meˇly drzˇet odkaz na pro-
hlı´zˇecˇ algoritmu a to proto, aby se dostali na prohlı´zˇecı´ vrstvu, kde mohou vkla´dat sve´
komponenty a prˇipojit posluchacˇe uda´losti.
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C Prˇehled operacı´ v jazyce Java
priorita opera´tor operandy asoc. popis
13 ++,−− 1 P pre/post inkrementace/dekrementace
13 +,− 1 P plus, mı´nus
13 ∼, ! 1 P bitovy´ doplneˇk, logicka´ negace
13 (typ) 1 P prˇetypova´nı´
12 ∗, /,% 2 L na´sobenı´, deˇlenı´, zbytek po deˇlenı´
11 +,− 2 L scˇı´ta´nı´, odcˇı´ta´nı´
10 <<,>> 2 L posun vlevo, posun vpravo
10 >>> 2 L posun vpravo s rozsˇı´rˇenı´m nuly
9 <,<= 2 L mensˇı´, mensˇı´ nebo rovno
9 >,>= 2 L veˇtsˇı´, veˇtsˇı´ nebo rovno
9 instance of 2 L test instance
8 == 2 L rovno
8 ! = 2 L nenı´ rovno
7 & 2 L bitove´/logicke´ AND
6 ˆ 2 L bitove´/logicke´ XOR
5 | 2 L bitove´/logicke´ OR
4 && 2 L podmı´nkove´ AND
3 || 2 L podmı´nkove´ OR
2 ? : 3 P podmı´nkovy´ opera´tor
1 = 2 P prˇirˇazenı´
1 + =, − = 2 P prˇirˇazenı´ s operacı´
1 ∗ =, / = 2 P prˇirˇazenı´ s operacı´
1 <<=, >>= 2 P prˇirˇazenı´ s operacı´
1 >>>= 2 P prˇirˇazenı´ s operacı´
1 & =, ˆ=, | = 2 P prˇirˇazenı´ s operacı´
Tabulka 9: Kompletnı´ prˇehled operacı´ dostupny´ch v jazyce Java [1]
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D Trˇı´dnı´ diagram aplikacˇnı´ho ra´mce
Na na´sledujı´cı´ stra´nce je vyobrazen trˇı´dnı´ diagram cele´ho aplikacˇnı´ho ra´mce. Mimo trˇı´d
a vztahu˚ mezi nimi je zde i nacˇrtnut zpu˚sob rozdeˇlenı´ do jednotlivy´ch balı´cˇku. Aplikace
vyuzˇı´vajı´cı´ framework je vyobrazena u´plneˇ nahorˇe a je naznacˇeno s ktery´mi trˇı´damimusı´
spolupracovat.
