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1. Seznamte se s principy forma´lnı´ specifikace a verifikace; detailneˇji pak s metodami prˇedpokla´dajı´cı´mi
specifikaci v jazyce logiky pracujı´cı´ s rea´lny´m cˇasem (RT logiky, RTL).
2. Vytvorˇte prˇehled prostrˇedku˚, metod a na´stroju˚ pouzˇitelny´ch prˇi hierarchicke´ graficke´ spe-
cifikaci syste´mu˚. Po vza´jemne´ dohodeˇ s Bc. Janem Fiedorem navrhneˇte blokove´ sche´ma a
rozhranı´ na´stroje pro hierarchickou grafickou specifikaci RT syste´mu˚.
3. Po dohodeˇ s vedoucı´m vytvorˇte v prˇirozene´m jazyce neforma´lnı´ slovnı´ specifikaci neˇkolika
jednoduchy´ch RT syste´mu˚.
4. Na´stroj (blokoveˇ navrzˇeny´ v bodeˇ 2) implementujte a oveˇrˇte jeho schopnost generovat RTL
specifikaci v podobeˇ zpracovatelne´ na´strojem vyvı´jeny´m Bc. Janem Fiedorem. Zvazˇte imple-
mentaci metod vedoucı´ch k optimalizaci generovane´ specifikace.
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Pra´ce je zameˇrˇena na na´vrh a implementaci univerza´lnı´ho na´stroje schopne´ho graficky popsat syste´my
pracujı´cı´ s rea´lny´m cˇasem. Tento na´stroj da´le umozˇnˇuje pouzˇı´t libovolny´ verifikacˇnı´ prˇı´stupu pro
oveˇrˇenı´ vy´sledne´ho modelu. Je proveden souhrn za´kladnı´ch forma´lnı´ch metod popisu syste´mu˚
zalozˇeny´ na matematicke´ logice. Jsou prˇiblı´zˇeny prˇı´stupy schopne´ hierarchicky popsat syste´my pra-
cujı´cı´ s rea´lny´m cˇasem. Byly navrzˇeny vhodne´ u´lohy pro na´sledne´ oveˇrˇenı´ funkcˇnosti vytva´rˇene´ho
syste´mu.
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Abstract
This thesis is aimed to specify and implement multi-purpose framework able to deal with graphical
real-time system specification. This tool allows to use arbitrary verification approach to resulting
system model check. Description of basic formal specification methods based on mathematic logic
is done. Some well-known hierarchical graphical specifications for real-time systems are depictu-
red. Author proposed suitable cases for functionality examination of resulting framework.
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Syste´my pracujı´cı´ s rea´lny´m cˇasem jsou pouzˇity pro kontrolu a monitorova´nı´ v mnoha odveˇtvı´ch
lidske´ cˇinnosti. At’ uzˇ se jedna´ o letecky´ cˇi automobilovy´ pru˚mysl, vesmı´rny´ vy´zkum, zdravotnictvı´
nebo jaderne´ elektra´rny. Na syste´my tohoto typu jsou kladena nesmı´rna´ bezpecˇnostnı´ omezenı´.
Proto je zde nutno pouzˇı´vat metod umozˇnˇujı´cı´ch odhalit mozˇna´ rizika a to nejle´pe jizˇ v rane´m
sta´diu specifikace.
Nevy´hodou teˇchto syste´mu˚ je fakt, zˇe ve veˇtsˇineˇ prˇı´padu˚ by´vajı´ rozsa´hle´ a komplexnı´. Proto
definice a pouzˇitı´ ru˚zny´ch metod pro oveˇrˇenı´ jejich korektnı´ho na´vrhu a fukcionality je velice
obtı´zˇna´. Take´ vy´vojarˇi takovy´chto rˇesˇenı´ jsou nuceni u jizˇ funkcˇnı´ch realizacı´ prova´deˇt obcˇas i
velice rozsa´hle´ zmeˇny, ktere´ mohou zane´st kriticke´ a velice nebezpecˇne´ chyby. Proto i z du˚vodu
zkra´cenı´ cˇasu vy´voje a zmeˇn nebo snı´zˇenı´ na´kladu˚ je v teˇchto prˇı´padech proces verifikace velice
prˇı´nosny´.
V rany´ch sta´diı´ch tohoto odveˇtvı´ byly vyuzˇivany jen principy zalozˇeny cˇisteˇ na popisu pomocı´
matematicke´ logiky. Ale s postupem cˇasu se zacˇaly pouzˇı´vat vhodneˇjsˇı´ graficke´ formalismy. Vzni-
kaly profily zalozˇene´ na UML nebo rozsˇı´zˇenı´ Statechartu v podobeˇ Modechart. Tyto byly plneˇ
schopny popsat real-time syste´my a zpeˇtneˇ generovat formule v matematicke´ logice.
Tato pra´ce se zaby´va´ vytvorˇenı´m na´stroje, ktery´ by vhodneˇ umozˇnil hierarchicky popsat syste´my
pracujı´cı´ v rea´lne´m cˇase. Z teˇchto popisu˚ by vznikly formule vhodneˇ zvolene´ RT logiky, ktere´ by
bylo mozˇno na´sledneˇ verifikovat.
1.1 Cˇleneˇnı´ pra´ce
Cela´ pra´ce je cˇleneˇna do neˇkolika kapitol. Prvnı´ kapitola z du˚vodu nutnosti pochopenı´ dalsˇı´ho
textu detailneˇ popisuje RTL logiku, ktera´ slouzˇı´ pro popis syste´mu˚ pracujı´cı´ch s rea´lny´m cˇasem na
nejnizˇsˇı´ u´rovni. Je provedena zmı´nka naprˇı´klad i o rozhodnutelnosti a vyjadrˇovacı´ sı´le. Na´sledujı´cı´
kapitola prˇiblizˇuje dva mozˇne´ formalismy graficke´ho popisu syste´mu˚. Jmenoviteˇ se jedna´ o pro-
fily jazyka UML a Modechart. Jsou nastı´neˇny mozˇnosti verifikace. Kapitola s porˇadovy´m cˇı´slem
4 ukazuje na´vrh struktury na´stroje, ktery´ bude implementova´n a da´le rozsa´hle popisuje formalis-
mus Modechart a jeho rozhodovacı´ procedury. U na´vrhu je du˚raz kladen na cˇistotu objektove´ho
na´vrhu. V pa´te´ kapitole je du˚kladneˇ rozebra´na implementace na´stroje s ohledem na rychle´ po-
chopenı´ nabı´zeny´ch funkcionalit. Sˇesta´ kapitola specifikuje 3 modelove´ u´lohy syste´mu˚ pracujı´cı´ch
s rea´lny´m cˇasem. Tyto prˇı´klady byly u´speˇsˇneˇ pouzˇity pro oveˇrˇenı´ funkcˇnosti na´stroje. Poslednı´




Tato kapitola je zameˇrˇena na detailnı´ popis matematicke´ logiky RTL. Plne´ pochopenı´ te´to logiky
je pozˇadova´no jejı´m cˇasty´m vyuzˇitı´m v dalsˇı´m textu te´to pra´ce. Jedna´ se o za´kladnı´ ka´men veˇtsˇiny
rozsˇı´rˇeny´ch syste´mu˚ umozˇnˇujı´cı´ch popis pomocı´ graficke´ representace.
2.1 RTL logika
RT logika vznikla jako soucˇa´st projektu SARTOS v roce 1985. Cı´lem projektu bylo vytvorˇit uni-
fikovane´ prostrˇedı´ umozˇnˇujı´cı´ specifikaci a na´slednou verifikaci spra´vnosti programu˚ pracujı´cı´ch
s rea´lny´m cˇasem. Na´sledneˇ byl vyvinut i syste´m algoritmu˚ schopny´ch rozhodnout o splnitelnosti
mnozˇiny dany´ch RTL formulı´. Byla take´ specifikova´na forma´lnı´ se´mantika technik zjednodusˇujı´cı´ch
analy´zu a specifikaci rozsa´hly´ch syste´mu˚ pracujı´cı´ch pra´veˇ s rea´lny´m cˇasem.
Tento typ logiky prima´rneˇ vycha´zı´ z predika´tove´ logiky prvnı´ho rˇa´du. Smyslem vzniku te´to
logiky bylo umozˇnit popsat cˇasove´ za´vislosti v syste´mech pracujı´cı´ch s rea´lny´m cˇasem. Cˇas je zde
bra´n jak relativneˇ tak absolutneˇ. K representaci cˇasovy´ch okamzˇiku˚ docha´zı´ cely´mi cˇı´sly, tudı´zˇ zde
docha´zı´ k diskretizaci. Tento fakt ale nevadı´, jelikozˇ veˇtsˇina vy´pocˇetnı´ch syste´mu˚ pracuje s aritme-
tikou s omezenou prˇesnostı´ vy´pocˇtu. Logika je zalozˇena na zkouma´nı´ pro na´s za´sadnı´ch cˇasovy´ch
okamzˇiku˚ v chova´nı´ syste´mu. Tyto jsou oznacˇeny vy´skytem uda´losti. Blı´zˇe se na tento princip
zameˇrˇı´me v dalsˇı´m textu.
2.1.1 Uda´losti a akce
Za´kladnı´ dva aspekty na ktery´ch je postavena RTL logika a syste´my ji popisovane´ jsou uda´losti
a akce. Jak jizˇ bylo zmı´neˇno drˇı´ve, uda´losti oznacˇujı´ neˇjaky´, pro na´s du˚lezˇity´, cˇasovy´ okamzˇik
v beˇhu syste´mu pracujı´cı´ho s rea´lny´m cˇasem. Akce jsou pote´ operace, ktere´ jsou popisova´ny a
rˇı´zeny uda´lostmi. V porovna´nı´ s uda´lostmi akce potrˇebujı´ pro svu˚j beˇh nenulovy´ cˇasovy´ interval a
nenulove´ zdroje cı´love´ho syste´mu. Akce je vzˇdy popsa´na dveˇmi uda´lostmi. A to jmenoviteˇ jednou,
ktera´ vystihuje okamzˇik zaha´jenı´ dane´ akce a druhou, ktera´ popı´sˇe cˇasovy´ okamzˇik konce jejı´ho
beˇhu.
Kazˇdy´ analyzovany´ syste´m je definova´n mnozˇinou uda´lostı´, ktere´ mohou nastat. Tyto uda´losti
jsou charakterizova´ny v ra´mci cele´ho syste´mu jednoznacˇny´m jme´nem. Obecneˇ rozlisˇujeme tyto trˇi
typy(poslednı´ je ale jen mozˇny´m zavedeny´m rozsˇı´rˇenı´m):
• Start a stop uda´losti oznacˇujı´cı´ zaha´jenı´ a ukoncˇenı´ akce.
• Prˇechodove´ uda´losti definujı´cı´ zmeˇnu stavove´ promeˇnne´.
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• Externı´ akce
Start a stop uda´losti jednoznacˇneˇ popisujı´ interval, ve ktere´m docha´zı´ k vykona´nı´ urcˇite´ akce.
Polozˇı´me-li, zˇe ma´me akci oznacˇenou symbolem A, pote´ cˇasovy´ okamzˇik, ve ktere´m dosˇlo k jejimu
zaha´jenı´ je popsa´n odpovı´dajı´cı´ start uda´lostı´. Tato uda´lost je pro danou akci A forma´lneˇ zapsana´
jako ↑ A. Ukoncˇenı´ akce je analogicky popsa´no uda´lostı´ ↓ A. Jak je ale patrne´, dane´ relace vy´skytu
se sebou nenesou informaci o cˇase nebo o tom kolik takovy´chto uda´lostı´ jizˇ v syste´mu prˇed tı´mto
cˇasem nastalo.
Prˇechodova´ uda´lost popisuje zmeˇnu tzv. stavovy´ch predika´tu˚, ktere´ jsou blı´zˇe popsa´ny v na´s-
ledujı´cı´ kapitole. Lze ale nastı´nit, zˇe tyto predika´ty popisujı´ bina´rneˇ neˇjakou vlastnost syste´mu.
Naprˇı´klad mu˚zˇeme uvazˇit situaci, zˇe autopilot letadla je zapnut, cˇi nikoliv. Vyja´drˇenı´ je tvaru (S :=
T ) resp. (S := F). Pote´ prˇechodove´ uda´losti oznamujı´ zmeˇnu hodnoty te´to vlastnosti syste´mu.
Pokud tedy nastane prˇechodova´ uda´lost (S := F) znamena´ to pro na´s, zˇe autopilot byl v dane´m
okamzˇiku vypnut a syste´m mu˚zˇe na tuto situaci adekva´tneˇ reagovat naprˇı´klad zobrazenı´m informace
na rˇı´dı´cı´m panelu.
Kromeˇ teˇchto dvou za´kladnı´ch trˇı´d uda´lostı´ lze specifikovat jesˇteˇ jednu a tou je externı´ uda´lost.
Jedna´ se o uda´losti, ktere´ nemohou by´t zpu˚sobeny samotny´m syste´mem ale majı´ dopad na jeho beˇh.
Je voleno specia´lnı´ oznacˇenı´, ktere´ k na´zvu prˇida´va´ prefix ve tvaru Ω. Jako ilustraci mu˚zˇeme uve´st
uda´lost vzniklou zmacˇknutı´m tlacˇı´tka BUTTON, ktera´ bude ve tvaru ΩBUTTON.
Vsˇechny takove´to uda´losti, ktere´ mohou by´t teˇchto zmı´neˇny´ch trˇı´ typu˚ tvorˇı´ vy´slednou mnozˇinu
vsˇech dostupny´ch uda´lostı´ na´mi modelovane´ho syste´mu.
Predika´tovy´ symbol θ vyjadrˇuje relaci vy´skytu. Jmenoviteˇ se jedna´ o relaci na mnozˇineˇ E ×
Z+ ×N, kde E je mnozˇinou uda´lostı´, Z+ je mnozˇinou kladny´ch cely´ch cˇı´sel a N vyjadrˇuje mnozˇinu
prˇirozeny´ch cˇı´sel. Tento predika´tovy´ symbol prˇirˇazuje dane´mu i-te´mu vy´skytu uda´losti e jejı´ cˇas t.
Pro prˇı´klad mu˚zˇeme uve´st tvrzenı´ θ(↓ ACT ION, 1, x), ktere´ na´m rˇı´ka´, zˇe k prvnı´mu ukoncˇenı´ dane´
uda´losti dosˇlo v cˇase x.
2.1.2 Stavovy´ predika´t
V syste´mech pracujı´cı´ch s rea´lny´m cˇasem je potrˇeba vhodneˇ modelovat a zjisˇt’ovat platnost neˇktery´ch
jeho vlastnostı´. A to nejenom jejich hodnotu, ktera´ mu˚zˇe by´t naprˇı´klad uda´na jako logicka´ hodnota
ale take´ i cˇas, ve ktere´m byla tato hodnota aktua´lnı´. Proto RTL logika zava´dı´ pod pojemem stavovy´
predika´t formule, ktere´ vystihujı´ hodnotu a cˇasovy´ interval, ve ktere´m dane´ tvrzenı´ naby´va´ urcˇite´
hodnoty.
Prˇedpokla´dejme, zˇe S je stavovy´ predika´t. Ten v dane´m okamzˇiku mu˚zˇe naby´vat logicke´ hod-
noty true nebo false. Hodnota tohoto predika´tu mu˚zˇe by´t zmeˇneˇna jen pomocı´ uda´lostı´ a to jmeno-
viteˇ uda´losti, ktera´ meˇnı´ jeho hodnotu na true, resp. uda´losti, ktera´ prova´dı´ zmeˇnu na false. Stavovy´
predika´t mu˚zˇe by´t zapsa´n ve tvaru S [x, y]. Argumenty x a y, ktere´ uda´vajı´ cˇas, jsou pouzˇity spolu se
symboly [, ], (, ) 〈 a 〉, ktere´ vyjadrˇujı´ interval, ve ktere´m dany´ predika´t naby´va´ pravdivou hodnotu.
Prˇedpokla´dejme da´le, zˇe E f popisuje prˇechodovou uda´lost nastavujı´cı´ S na logickou hodnotu true
resp. E f nastavujı´cı´ tuto hodnotu na false. Pote´ mu˚zˇeme intervalove´ symboly popsat takto [4]:
• [x popisuje, zˇe Et nastala v cˇase x
• (x popisuje, zˇe Et nastala prˇed nebo v cˇase x
• 〈x popisuje, zˇe Et nastala prˇed cˇasem x
• y] popisuje, zˇe E f nastala v cˇase y
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• y) popisuje, zˇe E f nenastala prˇed cˇasem y
• y〉 popisuje, zˇe E f nenastala prˇed ani v cˇase y
Vy´sledny´ stavovy´ predika´t mu˚zˇe by´t naprˇı´klad ve tvaru S (x, y) a rˇı´ka´, zˇe v intervalu 〈x, y〉
je predika´t pravdivy´. Jak je patrne´, nezajı´ma´ na´s jeho hodnota mimo tento interval at’ je jaka´koliv.
Definice na´m da´le nezakazuje definovat naprˇı´klad S (x, x) uda´vajı´cı´, zˇe predika´t je pravdivy´ v okolı´
cˇasu x nebo take´ S 〈x, x) rˇı´kajı´cı´, zˇe predika´t se stane pravdivy´ a potrva´ tak do okamzˇiku cˇasu x.
Kazˇdy´ z takovy´chto stavovy´ch predika´tu˚ lze zapsat pomocı´ za´kladnı´ch opera´toru˚ RTL logiky a
to naprˇı´klad na´sledovneˇ:
• S [x, y] ≡ ∃i θ((S := T ), i, x) ∧ θ((S := F, i, y)
• S [x, y〉 ≡ ∃i θ((S := T ), i, x) ∧ [ ∀t θ((S := F, i, t)→ y < t ]
Ostatnı´ stavove´ predika´ty lze pote´ definovat obdobneˇ. Mu˚zˇeme take´ zave´st stavovy´ predika´t ve
tvaru S , ktery´ vy´stihuje stavovy´ predika´t naby´vajı´cı´ v dane´m intervalu hodnotu false. Na tento za´pis
lze pote´ logicky´ aplikovat cˇa´stecˇneˇ pozmeˇneˇne´ popisy definovane´ vy´sˇe.
2.1.3 Jazyk RTL logiky
Nynı´ strucˇneˇ zavedeme jazyk RT logiky. Vy´roky jsou representova´ny formulemi a ty lze vytvorˇit jen
a pouze jen z teˇchto konstrukcı´: pravdivostnı´ch symbolu˚ true a false, mnozˇiny cˇasovy´ch promeˇnny´ch,
mnozˇiny promeˇnny´ch vy´skytu, mnozˇiny konstantnı´ch symbolu˚ vcˇetneˇ numera´lu˚ cely´ch cˇı´sel, mnozˇiny
konstant uda´losti, funkcˇnı´ho symbolu +, predika´tovy´ch symbolu˚ <, ≤, >, ≥, =, symbolu relace
vy´skytu, logicky´ch spojek ∨, ∧ ,¬ a→ a univerza´lnı´ch kvantifika´toru˚ ∃ a ∀. Term vy´skytu podle
RT logiky je vy´raz tvorˇeny´ podle teˇchto pravidel [4]:
• Konstantnı´ symbol je termem vy´skytu.
• Promeˇnna´ vy´skytu je termem vy´skytu.
• Pokud aplikujeme na dva termy vy´skytu operaci + vy´sledek je take´ termem vy´skytu.
Cˇasovy´ term podle RT logiky je vy´raz tvorˇeny´ podle teˇchto pravidel:
• Konstantnı´ symbol je cˇasovy´m termem.
• Cˇasova´ promeˇnna´ je cˇasovy´m termem.
• Pokud aplikujeme na dva cˇasove´ termy operaci + vy´sledek je take´ cˇasovy´ term.
Na´sledneˇ tvrzenı´ v RTL logice je tvorˇeno takto:
• Pravdivostnı´ symboly true a false jsou tvrzenı´mi.
• Pokud aplikujeme na dva cˇasove´ termy, resp. termy vy´skytu operaci rovnosti/nerovnosti, pote´
vztvorˇı´me tvrzenı´.
• Pokud i je termem vy´skytu, t je cˇasovy´m termem a e je konstanta uda´losti, pote´ θ(e, i, t) je
tvrzenı´m.
Pomocı´ tvrzenı´, logicny´ch spojek a kvantifika´toru˚ jsme pote´ obvykly´m zpu˚sobem schopni spe-
cifikovat formuli RTL logiky.
6
2.1.4 Omezene´ RTL formule
Na za´kladeˇ zkouma´mı´ specifikacı´ syste´mu˚ pracujı´cı´ch s rea´lny´m cˇasem bylo zjisˇteˇno, zˇe formule je
popisujı´cı´ vykazujı´ jistou podobnost. Na tomto za´kladeˇ byla specifikova´na specia´lnı´ omezena´ trˇı´da
RT logiky. Bylo zjisˇteˇno, zˇe RTL formule jsou veˇtsˇinou representova´ny nerovnicemi obsahujı´cı´mi
dva termy a cˇı´selnou konstantu. Mimo to bylo zjisˇteˇno, zˇe tyto formule neobsahujı´ vy´razy, ktere´ se
skla´dajı´ z funkcı´ beroucı´ch jako parametr sebe sama. Na za´kladeˇ teˇchto zjisˇteˇnı´ mu˚zˇeme stanovit
omezenou RTL formuli ve tvaru:
f unkce vyskytu ± konstanta ≤ f unkce vyskytu
Cozˇ na za´kladeˇ na´mi jizˇ drˇı´ve definovany´ch konstrukcı´ vytva´rˇı´ formuli tohoto tvaru:
@(E1, i) ± I ≤ @(E2, j)
kde E1 a E2 patrˇı´ do mnozˇiny uda´lostı´, i a j uda´va´ porˇadove´ cˇı´slo dane´ uda´losti, @ je jizˇ drˇı´ve
zavedenou funkcı´ vy´skytu a I je celocˇı´selnou konstantou.
Da´le je nutno poznamenat zˇe lze aplikovat tyto dveˇ na´sledujı´cı´ transformace pro upravenı´ tvaru.
Formule tvaru @(E1, i) ± I < @(E2, j) mu˚zˇe by´t zapsana´ jako @(E1, i) ± I + 1 ≤ @(E2, j).
Da´le ¬(@(E1, i) ± I ≤ @(E2, j)) odpovı´da´ @(E2, j) ± I +1 ≤ @(E1, i). Je nutno poznamenat,
zˇe konstantu v zˇa´dne´m prˇı´padeˇ nelze nahradit promeˇnnou, jelikozˇ pote´ jizˇ nenı´ splneˇn za´kladnı´
na´mi pozˇadovany´ tvar.
2.1.5 Rozhodnutelnost
V te´to cˇa´sti textu bude zaveden specia´lnı´ typ aritmetiky. Jmenoviteˇ se jedna´ o Presburgerovskou arit-
metiku, ktera´ ve sve´ podstateˇ splnˇuje neˇktere´ pro na´s za´sadnı´ a zajı´mave´ aspekty. Z du˚vodu lepsˇı´ho
pochopenı´ si tento syste´m trochu prˇiblı´zˇı´me. Respektive bude prˇiblı´zˇena jeho cˇa´stecˇneˇ rozsˇı´rˇena´
forma. Jmenoviteˇ se jedna´ o aritmetiku zalozˇenou na cely´ch cˇı´slech, ktera´ postra´da´ bina´rnı´ opera´tor
na´sobenı´ a je rozsˇı´rˇena o diferencˇnı´ opera´tor nerovnosti. Lze uka´zat zˇe tento zmı´neˇny´ syste´m, ktery´
obsahuje jesˇteˇ navı´c jeden una´rnı´ nealgebraicky´ predika´t je nerozhodnutelny´. Lze doka´zat, zˇe for-
mule RTL logiky je mozˇne´ prˇeve´st do formy vyja´drˇene´ touto aritmetikou. Da´le je mozˇne´ pozorovat,
zˇe RTL logika je vlastnı´ podmnozˇinou tohoto syste´mu a tudı´zˇ nelze s jistotou zarucˇit jejı´ na´slednou
nerozhodnutelnost. Pouzˇitı´m Downeyova du˚kazu ale mu˚zˇeme uka´zat, zˇe syste´m formulı´ RTL logiky
v tomto tvaru je nerozhodnutelny´.
Doka´za´no ale bylo, zˇe podtrˇı´da Presburgerovske´ aritmetiky, ktera´ postra´da´ neinterpretovane´
funkce je rozhodnutelna´ a existuje redukce zajisˇt’ujı´cı´ eliminaci zmı´neˇny´ch neinterpretovany´ch
funkcı´. Uvazˇujme konjunkci RTL formulı´ ve tvaru C1 ∧ C2 ∧ . . . ∧ Cn, kde Ci ve formeˇ
(Qi L1 ∨ L2∨ . . . ∨Lm). Pokud uva´zˇı´me, zˇe Qi je zde prefixem skla´dajı´cı´m se z kvantifika´toru˚ a L j
vyjadrˇuje nerovnost tvaru: f unkce vyskytu ± konstanta ≤ f unkce vyskytu, pote´ pokud prefix Qi
se skla´da´ z obecny´ch kvantifika´toru˚ ∀ a ∃ mu˚zˇeme konstatovat, zˇe za teˇchto prˇedpokladu˚ je dany´
syste´m rozhodnutelny´.
Tato zjisˇteˇnı´ jsou velice za´sadnı´, jelikozˇ otevı´rajı´ novou cestu k mozˇnosti rˇesˇenı´ proble´mu spl-
nitelnosti soustavy RTL formulı´. Na´sˇ proble´m lze totizˇ prˇeve´st do tohoto tvaru a pote´ se ubı´rat
smeˇrem rˇesˇenı´ SMT proble´mu. Zde na´m stacˇı´ proble´m specifikovat ve vhodne´m forma´tu a prˇedlozˇit
libovolne´mu SMT solveru. Ten rozhodne, jestli je dany´ syste´m splnitelny´ cˇi nikoliv a tı´m mu˚zˇe ve-
rifikovat syste´m s ohledem na libovolne´ bezpecˇnostnı´ krite´rium (SA).
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2.1.6 Vyjadrˇovacı´ sı´la
Pomocı´ linea´rnı´ tempora´lnı´ logiky nebo RTL jsme schopni popsat prˇechodove´ syste´my. Tyto syste´my
jsou veˇtsˇinou vyja´drˇeny konecˇny´m automatem. V RTL lze pote´ vyja´drˇit konfiguraci tohoto sta-
vove´ho stroje pomocı´ uda´lostı´ a povolene´ prˇechody representovat vhodneˇ zvoleny´mi formulemi.
Na rozdı´l o LTL je real time logika schopna vyja´drˇit urcˇite´ aspekty, ktere´ v klasicke´ linea´rnı´
tempora´lnı´ logice popsat nelze. Z tohoto vyply´va, zˇe pouzˇitı´ RTL logiky mu˚zˇe by´t v neˇktery´ch





3.1 Specifikace pomocı´ UML
Prˇi klasicke´m na´vrhu syste´mu˚ nejsme nuceni bra´t ohled na cˇas zpracova´nı´ zpra´vy nebo cˇas vy-
kona´va´nı´ u´lohy. Z nasˇeho pohledu tyto uda´losti v dane´m formalismu UML zabirajı´ nulovy´ cˇas.
Ale v syste´mech pracujı´cı´ch v rea´lne´m cˇase musı´ by´t naprˇı´klad u´lohy vykona´vany prˇesneˇ ve speci-
fikovane´m cˇasove´m okamzˇiku (relativnı´m nebo absolutnı´m). Take´ de´lka vykona´va´nı´ je omezena
pomocı´ ru˚zny´ch podmı´nek. Proto v syste´mech pracujı´cı´ch s rea´lny´m cˇasem musı´me popisovat
naprˇı´klad[2]:
• Chova´nı´ za´visle na syste´movy´ch cˇı´tacˇı´ch nebo hodina´ch.
• Cˇasove´ prˇedpoklady kladene´ na externı´ prostrˇedı´ syste´mu. Naprˇı´klad cˇas odpoveˇdi na pozˇa-
davek cˇi cˇas potrˇebny´ k vykona´nı´ urcˇite´ akce.
• Cˇasoveˇ za´visle´ pozˇadavky jako krajnı´ meze vykona´va´nı´ nebo intervaly mezi dveˇmi uda´lostmi.
3.1.1 Funkcionality UML pro popis cˇasu
UML definuje metody pro popis cˇasu vy´skytu uda´losti nebo cˇasova´ omezenı´, ktera´ jsou se´manticky´m
aspektem popisujı´cı´m absolutnı´ nebo relativnı´ hodnotu cˇasu. UML 2.0 vymezuje typy jako cˇasovacˇ
nebo hodiny. Zava´dı´ stavove´ a sekvencˇnı´ diagramy pro popis cˇasovy´ch u´daju˚. Cˇasovy´ diagram pote´
umozˇnˇuje zachytit zmeˇny syste´mu v cˇase.
OCL (Object Constraint Language) je du˚lezˇitou soucˇa´stı´ UML. Umozˇnˇuje definovat mnozˇinu
omezenı´ nad modelem syste´mu. Zava´dı´ invarianty trˇı´d, podmı´nky pro prˇechody nebo podmı´nky,
ktere´ musı´ by´t splneˇny prˇed nebo po vykona´nı´ urcˇite´ akce. Bohuzˇel OCL ani samotne´ UML nedo-
volujı´ definovat cˇasova´ omezenı´ nad dynamicky´m modelem.
3.1.2 Dostupne´ na´stroje
Jelikozˇ klasicke´ UML postra´da´ pokrocˇile´ metody pro popis cˇasu a cˇasovy´ch za´vislostı´ a forma´lnı´
za´klady jsou nedostatecˇne´ pro zachycenı´ chova´nı´ syste´mu˚ pracujı´cı´ch s rea´lny´m cˇase, vyvstala
nutnost definovat jista´ rozsˇı´rˇenı´ tohoto formalismu. Z tohoto du˚vodu vznikly tzv. profily jazyka
UML definujı´cı´ forma´lnı´ za´klady a jista´ rozsˇı´rˇenı´ sta´vajı´cı´ch formalismu˚ te´to metodologie. V dalsˇı´m
textu budou strucˇneˇ popsa´ny trˇi nejpouzˇı´vaneˇjsˇı´ profily, ktere´ se v jisty´ch aspektech znacˇneˇ odlisˇujı´.
SPT profil (UML profile for Schedulability, performance and Time) byl vyzˇa´da´n a pote´ prˇijmut
organizacı´ OMG (Object Management Group) jako standard pro modelova´nı´ syste´mu˚ pracujı´cı´ch
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s rea´lny´m cˇasem. Tento krok eskaloval za´meˇr pouzˇitı´ technologiı´ zalozˇeny´ch na objektove´m na´vrhu
a UML ve vy´vojı´ takovy´chto syste´mu˚. Profil pouzˇı´va´ mechanismus stereotype a oznacˇene´ hodnoty
(tagged values) pro u´cˇel komentova´nı´ vy´sledne´ho modelu. Da´le obsahuje neˇkolik subprofilu˚ pro
popis rozlicˇny´ch aspektu˚ jako cˇasu, zdroju˚ cˇi na´vrhu vy´konnosti syste´mu. Naprˇı´klad subprofil RT-
timeModeling definuje model pro popis cˇasovy´ch za´vislostı´. Jsou zde specifikova´ny datove´ typy
Time (cˇas) a Duration (de´lka trva´nı´) a mechanismy schopne´ zachytit jak loka´lnı´, tak globa´lnı´ cˇas.
Bohuzˇel dı´ky tomu, zˇe definice dane´ho profilu je velice abstraktnı´ a nenı´ plneˇ kompletnı´, nenı´
vhodna´ pro popis rea´lny´ch u´loh. Da´le zde chybı´ dobrˇe nadefinovana´ vazba na funkciona´lnı´ mo-
del, cozˇ znemozˇnˇuje zpracova´nı´ specifikace jiny´mi na´stroji. Proto je tento profil va´za´n jen na jeden
konkre´tnı´ na´stroj.
Profil OMEGA-RT uprˇesnˇuje jiste´ aspekty definovane´ drˇı´ve zmı´neˇny´m profilem SPT a vyme-
zuje prˇesneˇjsˇı´ foma´lnı´ se´mantiku. Tento prˇı´stup je zalozˇen na mechanismu uda´lostı´, ktere´ prˇedstavujı´
zmeˇny stavu syste´mu. Vy´razy zalozˇene´ na jazyce OCL jsou pouzˇity pro definici cˇasovy´ch omezenı´
vy´skytu jednotlivy´ch uda´lostı´. Narozdı´l od SPT jsou vsˇechna cˇasova´ omezenı´ vyja´drˇena na u´rovni
diagramu trˇı´d. Jsou definova´ny metody pro popis cˇasu syste´mu, na jejichzˇ za´kladeˇ lze pote´ pracovat
s syste´movy´m cˇasem (naprˇ. definovat timeouty, zjisˇt’ovat cˇas syste´mu cˇi meˇrˇit cˇas mezi uda´lostmi).
Existujı´ zde pokrocˇile´ mechanismy pro popis cˇasovy´ch za´vislostı´ uda´lostı´. Prˇı´stup zalozˇeny´ na kon-
cepci Observer je pouzˇit pro zachycenı´ cˇasovy´ch omezenı´ mezi vı´ce jak dveˇmi uda´lostmi. Existuje
na´stroj umozˇnˇujı´cı´ prˇeve´st tento UML model na cˇasovany´ automat, ktery´ je pote´ popsa´n jazykem
IF. Model v takove´mto forma´tu mu˚zˇe by´t na´sledneˇ validova´n s pouzˇitı´m dostupny´ch na´stroju˚ reali-
zujı´cı´ch model-checking.
Dalsˇı´m profilem rozsˇirˇujı´cı´m UML specifikaci o forma´lnı´ ba´zi je TURTLE. Jedna´ se o zatı´m
nejpokrocˇilejsˇı´ prˇı´stup ze zde zmı´neˇny´ch. Detailnı´m popisem se´mantiky a prˇı´stupu˚ k verifikaci
tohoto profilu se zaby´va´ dalsˇı´ text.
3.1.3 Prˇı´stupy k verifikaci
Obecneˇ lze definovat neˇkolik mozˇny´ch prˇı´stupu˚ k verifikaci syste´mu˚ zapsany´ch pomocı´ graficky´ch
profilu˚ derivovany´ch z UML formalismu. V praxi je naprˇı´klad pouzˇito neˇkolik prˇı´stupu˚ soucˇasneˇ
aby se maximalizoval pocˇet nalezeny´ch chyb syste´mu. Prˇı´stupy lze zarˇadit do neˇkolika na´sledujı´cı´ch
kategoriı´[2]:
1. Existujı´ prˇı´stupy pro prˇevod UML modelu˚ do jazyka Promela. Takto specifikovane´ modely je
mozˇne´ verifikovat naprˇı´klad model-checkerem SPIN. Proble´me je zde to, zˇe z du˚vodu pouzˇitı´
vlastnı´ definice UML stavove´ho stroje je nemozˇne´ verifikovat formule specifikovane´ pomocı´
linea´rnı´ tempora´lnı´ logiky.
2. Dalsˇı´m prˇı´stupem je mozˇnost zı´ska´nı´ axiomaticke´ho popisu syste´mu z definovane´ forma´lnı´
specifikace. Pote´ s pouzˇitı´m theorem proveru mu˚zˇe by´t oveˇrˇena pravdivost jake´hokoliv tvr-
zenı´ o dane´m syste´mu.
3. Je mozˇne´ pouzˇı´t klasicky´ prˇı´stup simulace, ktery´ je velice jednoduchy´ a flexibilnı´. Umozˇnˇuje
odhalenı´ za´kladnı´ch chyb v na´vrhu.
4. UML stavovy´ model mu˚zˇe by´t prˇeveden do podoby cˇasovany´ch automatu˚. Na´sledneˇ mohou
by´t pouzˇity techniky zalozˇene´ na model-checkingu.




Na´stroj TURTLE (Timed UML and RT-LOTOS Environment) vznikl jako prostrˇedek schopny´ gra-
ficky popsat syste´my pracujı´cı´cı´ s rea´lny´m cˇasem a na´sledneˇ umozˇnit jejich verifikaci. Ikdyzˇ veˇtsˇina
v dnesˇnı´ dobeˇ pouzˇı´vany´ch popisu˚ je ba´zovana´ na forma´lnı´ch za´kladech, vyvstaly snahy pouzˇı´t
neˇktery´ z jizˇ existujı´cı´ch neforma´lnı´ch popisu˚ syste´mu˚ a dodefinovat potrˇebna´ forma´lnı´ rozsˇı´rˇenı´.
Vy´voj tohoto na´stroje byl zalozˇen na neforma´lnı´m jazyce UML (Unified Modeling Language),
ktery´ umozˇnˇuje ru˚zny´mi prˇı´stupy popsat syste´m jizˇ ve fa´zi jeho analy´zy a nikoliv za jeho beˇhu, jak
to realizuje veˇtsˇina sta´vajı´cı´ch formalismu˚ pro verifikaci.
Na´stroj TURTLE pouzˇı´va´ specia´lnı´ profil jazyka UML, cˇili za´kladnı´ funkcionality rozsˇı´rˇene´
noveˇ definovany´mi. Vytvorˇeny´ profil mu˚zˇe obsahovat elementy za´kladnı´ho metamodelu, popisy
se´mantiky, noveˇ vytvorˇene´ notace a pravidla pro prˇeklad modelu, validaci a na´vrh. Pro vytvorˇenı´
novy´ch bloku˚ je pouzˇit mechanismus stereotype, jakozˇto zpu˚sob definice novy´ch bloku˚ na ba´zi
bloku˚ jizˇ existujı´cı´ch, ktery´ umozˇnˇuje prˇida´nı´ vlastnostı´ potrˇebny´ch pro popis specificke´ho na´mi
rˇesˇene´ho proble´mu.
3.1.5 UML profil programu
V na´stroji TURTLE je pouzˇito rozsˇı´rˇenı´ dvou za´kladnı´ch typu˚ diagramu˚ jazyka UML 1.5. Jedna´
se o diagram trˇı´d popisujı´cı´ statickou architekturu syste´mu a pote´ diagram aktivit, ktery´ se snazˇı´
vystihnout prˇı´mo chova´nı´ jednotlivy´ch komponent.
Rozsˇı´rˇeny´ diagram trˇı´d se skla´da´ z klasicky´ch trˇı´d a pote´ trˇı´d nazvany´ch Ttrˇı´da (Tclass), ktere´
vznikly aplikacı´ drˇı´ve popsane´ metody stereotype. V obou prˇı´padech jsou obsahem trˇı´d definice
metod a atributu˚. Komunikace mezi teˇmito trˇı´dami (manipulace public atributu˚ a vola´nı´ metod) je
limitova´na na tyto trˇi kombinace: dveˇ norma´lnı´ trˇı´dy resp. dveˇ Ttrˇı´dy, Ttrˇı´du a norma´lnı´ trˇı´du. Nutne´
je upozornit, zˇe komunikace mezi dveˇmi Ttrˇı´dami se uskutecˇnˇuje pomocı´ specia´lnı´ struktury tzv.
bra´ny (gate). Tato konstrukce je atributem dane´ Ttrˇı´dy a umozˇnˇuje aplikaci mezitrˇı´dnı´ch nebo vni-
trotrˇı´dnı´ch synchronizacˇnı´ch mechanismu˚. Vnitrˇnı´ chova´nı´ kazˇde´ Ttrˇı´dy je vyja´drˇeno diagramem
aktivit. Vsˇechny prvky Ttrˇı´dy jsou patrne´ na obra´zku 3.1(a).
Obra´zek 3.1: Struktura Ttrˇı´dy(a) Synchronizace opera´torem Invocation(b) [1]
Profil programu rozsˇirˇuje klasicky´ diagram aktivit jazyka UML o synchronizacˇnı´ a tempora´lnı´
opera´tory. A umozˇnˇuje tak plneˇ vystihnout chova´nı´ syste´mu pracujı´cı´ho v rea´lne´m cˇase.
Synchronizacˇnı´ opera´tory napoma´hajı´ k synchronizaci aktivit jak v ra´mci jedne´ Ttrˇı´dy tak i
mezi dveˇmi trˇı´dami tohoto typu. V prvnı´m prˇı´padeˇ hovorˇı´me o internı´ a v druhe´m prˇı´padeˇ ex-
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ternı´ synchronizaci. Jak jizˇ bylo zmı´neˇno, tak v tomto prˇı´padeˇ jsou vsˇechny synchronizacˇnı´ aktivity
prova´deˇny pomocı´ bran dane´ trˇı´dy. Prˇi vola´nı´ prˇes bra´nu dane´ trˇı´dy mohou nastat tyto trˇi prˇı´pady:
• Bra´na nenı´ synchronizova´na s zˇa´dnou jinou. V tomto prˇı´padeˇ je modelova´na internı´ akce.
• Docha´zı´ k internı´ synchronizaci pomocı´ dane´ bra´ny. K te´to situaci mu˚zˇe docha´zek prˇi para-
lelnı´m beˇhu vı´ce aktivit v ra´mci jedne´ trˇı´dy. K synchronizaci pote´ docha´zı´ naprˇı´klad v okamzˇiku,
kdy jsou obeˇ aktivity prˇipraveny prove´st jistou akci.
• Bra´na je externeˇ synchronizova´na. K te´to situaci docha´zı´ prˇi synchronizaci mezi dveˇmi trˇı´dami.
Kde je definova´no pomocı´ opera´toru Synchro spojenı´ mezi dveˇmi Ttrˇı´dami a je specifi-
kova´no, ktere´ bra´ny se majı´ mezi sebou synchronizovat.
V ra´mci vza´jemne´ synchronizace mu˚zˇe docha´zet k prˇeda´va´nı´ dat. Naprˇı´klad jedna trˇı´da bude data
posı´lat a druha´ realizuje jejich prˇı´jem. V tomto je nutno podotknout, zˇe jsou rozlisˇeny dva typy
bran, ktery´mi jsou bra´ny vstupnı´ a vy´stupnı´. Rozdeˇlenı´ je da´no tı´m, jestli umozˇnˇujı´ data prˇijı´mat
nebo zası´lat. Na typ zpra´v nenı´ bra´n zrˇetel a neexistujı´ naprˇı´klad zˇa´dne´ seznamy povoleny´ch typu˚
zpra´v pro dane´ bra´ny, jak je tomu u veˇtsˇiny dalsˇı´ch formalismu˚. Z toho vyply´va´, zˇe pomocı´ bran lze
v danou chvı´li posilat jaky´koliv typ zpra´vy.
Z du˚vodu nutnosti modelova´nı´ cˇasovy´ch omezenı´ syste´mu byly do diagramu aktivit zavedeny
tempora´lnı´ opera´tory. V dane´m profilu se jedna´ celkem o cˇtyrˇi jejich za´kladnı´ typy. Determinis-
ticke´ zpozˇdeˇnı´ je charakterizova´no konstantou d, ktera´ uda´va´ v cˇasovy´ch jednotka´ch opozˇdeˇnı´ vy-
kona´va´nı´ dane´ u´lohy. Da´lsˇı´m typem tempora´lnı´ho opera´toru, ktery´ jizˇ nativneˇ nenı´ definova´n v ja-
zyce UML, je nedeterministicke´ zpozˇdeˇnı´. Jeho parametrem je konstanta t, ktera´ uda´va´ maxima´lnı´
hodnotu opozˇdeˇnı´ vykona´va´nı´ dane´ u´lohy. Pote´ rea´lne´ opozˇdeˇnı´ je da´no neˇjakou na´hodnou hodno-
tou v intervalu (0, t >. Ikdyzˇ nativneˇ profil programu TURTLE nedefinuje intervalove´ zpozˇdeˇnı´,
cˇili zpozˇdeˇnı´ dane´ neˇjaky´m cˇasovy´m intervalem, lze ho realizovat kompozicı´ dvou prˇedesˇly´ch
opera´toru˚. Pokud je nutno naprˇı´klad danou akci opozdit minima´lneˇ o t1 a maxima´lneˇ o t2 cˇasovy´ch
jednotek, je toho mozˇno docı´lit serializacı´ deterministicke´ho zpozˇdeˇnı´ s parametrem t1 a nedeter-
ministicke´ho zpozˇdeˇnı´ s parametrem t2 − t1. Dalsˇı´m tempora´lnı´m opera´torem je cˇasoveˇ omezena´
na´bı´dka (time-limited offer). Uda´va´ mozˇnost uskutecˇneˇnı´ neˇjake´ prˇedem definovane´ akce prˇed uply-
nutı´m jiste´ho cˇasove´ho kvanta. A nakonec poslednı´m opera´torem, ktery´ nabı´zı´ na´stroj TURTLE
je opera´tor zachycenı´ cˇasu (time capture operator). Tento opera´tor umozˇnˇuje zachytit mnozˇstvı´
cˇasu od momentu, kdy Ttrˇı´da nabı´zı´ mozˇnost vykona´nı´ akce(naprˇ. akce je prˇipravena v vykona´nı´
ale nemu˚zˇe by´t vykonana´ s du˚vodu synchronizace s jinou akcı´, ktera´ nemu˚zˇe byt v danou chvı´li
uskutecˇneˇna) a cˇasem samotne´ho vykona´nı´ dane´ akce. S pouzˇitı´m teˇchto tempora´lnı´ch opera´toru˚
je mozˇne´ modelovat pokrocˇile´ tempora´lnı´ chova´nı´ jako naprˇı´klad timeouty, watchdogy a ostatnı´
mechanismy pouzˇı´vane´ v syste´mech pracujı´cı´ch v rea´lne´m cˇase.
3.1.6 Rozsˇı´rˇeny´ UML profil programu
Na´stroj TURTLE definuje pokrocˇilejsˇı´ rozsˇı´rˇeny´ profil UML. Ten definuje dalsˇı´ zajı´mave´ rozsˇı´rˇenı´
sta´vajı´cı´ho profilu. V za´kladnı´m profilu zcela chybı´ jaky´koliv opera´tor vystihujı´cı´ vola´nı´ metod.
Z toho du˚vodu je definova´n opera´tor Invocation. Za´kladnı´ profil rozsˇirˇuje diagram aktivit o velice
du˚lezˇite´ tempora´lnı´ opera´tory ale sta´le chybı´ RT opera´tory na u´rovnı´ diagramu trˇı´d. Proto byly
dodefinova´ny kompozitnı´ opera´tory Periodic a Suspend/Resume.
Vola´nı´ metod je za´kladnı´m rysem objektoveˇ orientovany´ch jazyku˚ a UML diagramu trˇı´d zvla´sˇteˇ.
S pouzˇitı´m za´kladnı´ho profilu bylo nutno vola´nı´ metod modelovat pomocı´ dvou Synchro opera´toru˚.
A to jesˇteˇ zde nasta´va´ proble´m, zˇe je nutno kontrolovat korektnı´ vy´meˇnu dat. Z du˚vodu zjednodusˇenı´
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byl zaveden opera´tor Invocation, ktery´ umozˇnˇuje jiste´ Ttrˇı´deˇ vlozˇit do sve´ho toku rˇı´zenı´ aktivity jine´
trˇı´dy. Proto se tento opera´tor v dane´m prˇı´padeˇ ru˚znı´ od opera´toru Synchro, ktery´ prova´deˇl slozˇitou
synchronizaci mezi dveˇmi toky rˇı´zenı´. Uka´zka opera´toru Invocation je patrna´ na obra´zku 3.1(b).
Prvnı´ trˇı´da je zde volajı´cı´ a druha´ volana´. Je take´ patrna´ formule v jazyce OCL specifikujı´cı´, ktere´
bra´ny budou pouzˇity.
Obra´zek 3.2: Opera´tor Periodic(a) Opera´tor Suspend(b) [1]
Za´kladnı´ profil postra´da´ zpu˚sob popisu periodicky´ch akcı´. Je definova´n opera´tor Periodic, ktery´
umozˇnˇuje popsat periodicke´ chova´nı´ akcı´ Ttrˇı´d. Tento asociace mu˚zˇe by´t definova´n jak mezi dveˇmi
Ttrˇı´dami, tak i reflexivneˇ v ra´mci jedne´ Ttrˇı´dy. K jejı´mu popisu slouzˇı´ parametr vyjadrˇujı´cı´ de´lku
periody a deadline de´lky exekuce. V prvnı´m prˇı´padeˇ pokud tato asociace existuje mezi dveˇmi
Ttrˇı´dami, pote´ po vy´kona´nı´ beˇhu vy´chozı´ trˇı´dy, je akce cı´love´ trˇı´dy vykona´na periodicky s dany´mi
parametry. K ukoncˇenı´ periodicke´ho beˇhu mu˚zˇe ve´st naprˇı´klad aplikace asociace typu Synchro.
Ttrˇı´da je schopna aplikovat asociaci typu Periodic smeˇrovanou sama na sebe. V tom prˇı´padeˇ prak-
ticky dojde k vytvorˇenı´ smycˇky beˇhu (3.2(a)).
Jsou dodefinova´ny dva opera´tory Suspend a Resume. Kompozitnı´ opera´tor Suspend umozˇnˇuje
pozastavenı´ beˇhu Ttrˇı´dy. Pokud je tı´mto zpu˚sobem aplikova´n tento opera´tor, tak ikdyzˇ beˇh dane´
Ttrˇı´dy je pozastaven, jejı´ cˇı´tacˇ cˇasu beˇzˇı´ nada´le. Pote´ mu˚zˇe exekuce takova´to Ttrˇı´dy pomocı´ opera´toru
Resume pokracˇovat da´le a to od stavu v jake´m se nacha´zela prˇi pozastavenı´. Prˇı´klad opera´toru
Suspend je na obra´zku 3.2(b). Spolu s teˇmito dveˇmi opera´tory je pro jizˇ drˇı´ve zminˇovane´ tem-
pora´lnı´ opera´tory definova´no chova´nı´ schopne´ prˇi cˇeka´nı´ pozastavit beˇh dane´ Ttrˇı´dy a to na u´rovnı´
diagramu aktivit. Jmenoviteˇ je definova´no deterministicke´ pozastavitelne´ zpozˇdeˇnı´, nedeterminis-
ticke´ pozastavitelne´ zpozˇdeˇnı´ atd.
3.1.7 Funkcionality na´stroje
Na´stroj TURTLE nabı´zı´ editor diagramu trˇı´d, diagramu aktivit, kontrolu syntaxe, genera´tor ko´du
ve forma´tu RT-LOTOS a graficky´ analyze´r verifikace a simulace. Vsˇechny tyto funkcionality jsou
soucˇa´stı´ modulu TTool. Tento modul je bezprostrˇedneˇ spojen se soucˇa´stı´ RT-LOTOS, ktera´ umozˇnˇuje
zpracovat specifikaci generovanou na´strojem TTool. Pote´ je schopna prove´st jak verifikaci na za´kladeˇ
u´plne´ analy´zy, tak stochastickou simulaci. Vy´sledky teˇchto kroku˚ jsou zası´la´ny zpeˇt a jsou vhodneˇ
zpracova´ny. Zde probı´rane´ sche´ma na´stroje TURTLE je zobrazeno na obra´zku 3.3 nı´zˇe.
Prˇevod modelu˚ do jazyka RT-LOTOS je znacˇneˇ na´rocˇny´, jelikozˇ pro veˇtsˇinu opera´toru˚ a kon-
strukcı´ neexistuje v tomto jazyce vhodny´ proteˇjsˇek a je potrˇeba definovat postupy, ktere´ umozˇnı´
tuto situaci vhodneˇ vyrˇesˇit. Na´sledna´ verifikace na za´kladeˇ u´plne´ analy´zy je pameˇt’oveˇ na´rocˇna´ a
bere v potaz naprˇı´klad i syntakticky nespra´vne´ modely. Vyskytuje se zde negativnı´ efekt stavove´
expoloze, ktera´ na´sobı´ pameˇt’ovou na´rocˇnost. Proto je tento typ analy´zy aplikova´n veˇtsˇinou jen na
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Obra´zek 3.3: Struktura na´stroje TURTLE [1]
klı´cˇove´ cˇa´sti a na algoritmy du˚lezˇite´ pro beˇh syste´mu. Doplnˇkovou komponentou verifikace je si-
mulace. Ta umozˇnˇuje cˇa´stecˇneˇ prozkoumat stavovy´ prostor u´lohy. Prˇispı´va´ k analy´ze komplexnı´ch
rozsa´hly´ch syste´mu˚, kde nelze z du˚vodu nedostatku pameˇti prove´st nad cely´m syste´mem verifi-
kaci. Dalsˇı´m mozˇny´m prˇı´stupem, ktery´ je zde dostupny´ je analy´za grafu dostupnosti. Ten je sestro-
jen na za´kladeˇ detekci prˇechodu˚ syste´mu a synchronizacı´. Pote´ je mozˇne´ prove´st forma´lnı´ du˚kaz
s pouzˇitı´m grafu dostupnosti a na´mi zkoumane´ logicke´ formule popisujı´cı´ zkoumanou podmı´nku
syste´mu. K te´to analy´ze je pouzˇit model checker Kronos, ktery´ z takto poskytnuty´ch hodnot je
schopen vyhodnotit jestli dana´ formule je pravdiva´ pro graf (resp. syste´m) cˇi nikoliv.
3.2 Modechart
Ikdyzˇ RTL logika je velice pouzˇitelny´m zpu˚sobem popisu syste´mu, tak dı´ky tomu, zˇe vycha´zı´ jen
ze slovnı´ specifikace je velice na´chylna´ na chyby a nedostatky v na´vrhu. Take´ na´sledna´ u´prava
neˇktery´ch vlastnostı´ syste´mu popsane´ho pomocı´ RTL formulı´ je znacˇneˇ na´rocˇna´. Se´mantika mo-
dechartu je zalozˇena na RTL a umozˇnˇuje prˇevod modelu do formulı´ RTL logiky. Modechart ma´
hierarchicke´ usporˇa´da´nı´ a vy´sledne´ RTL formule tyto vlastnosti zachova´vajı´, cozˇ je jedna z velky´ch
prˇednostı´ tohoto formalismu. Da´le je vy´hodou to, zˇe je zde mozˇne´ aplikovat do znacˇne´ mı´ry abs-
trakci, ktera´ umozˇnˇuje popis a na´slednou verifikaci jednotlivy´ch subsyste´mu˚ rozsa´hly´ch modelu˚.
3.2.1 Dostupne´ na´stroje
Jazym pro grafickou hierarchickou specifikaci vznikl stejneˇ jako RTL jako soucˇa´st projektu SAR-
TOR. Vsˇechny dalsˇı´ vy´zkumy se shromazˇd’ujı´ jen kolem tohoto projektu. Byly definova´ny prˇı´stupy
schopne´ definovat z modelu popsane´ho modechartem odpovı´dajı´cı´ formule jazyka RTL. Samotny´
program pro tvorbu graficke´ specifikace se skla´da´ ze dvou cˇa´stı´. Prvnı´ umozˇnˇuje vytva´rˇenı´, zob-
razova´nı´ a modifikace graficke´ specifikace syste´mu. Druha´ cˇa´sti je databa´zovy´ spra´vce, ze ktere´ho
jsou pomocı´ zası´la´nı´ zpra´v zı´ska´va´na potrˇebna´ data prvnı´ komponentou.
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Je pouzˇit na´stroj TRANS pro generova´nı´ RTL formulı´ z modechart specifikace. Tento na´stroj
prˇeva´dı´ Modechart do textove´ ASCII specifikace na jejimzˇ za´kladeˇ jsou pote´ deklarativneˇ pomocı´
dotazu˚ generovany´ RTL formule. Vstupnı´ textova´ specifikace umozˇnˇuje prˇı´padneˇ pouzˇitı´ i jine´ho
na´stroje pro specifikaci modechart nezˇ sta´vajı´cı´ho.
Na´stroj SARTOR byl pouzˇit pro verifikaci rozlicˇny´ch syste´mu˚ pracujı´cı´ch s rea´lny´m cˇasem
naprˇı´klad v odveˇtvı´ elektroniky, vesmı´rne´ho vy´zkumu nebo letectvı´.
3.2.2 Prˇı´stupy k verifikaci
Specifikaci generovanou pomocı´ formalismu modechart je mozˇno verifikovat rozlicˇny´mi zpu˚soby.
Obecneˇ lze definovat tyto za´kladnı´:
1. Exitujı´ prˇı´stupy umozˇnˇujı´cı´ realizovat simulaci syste´mu. Takovy´to prˇı´stup je schopen odhalit
jednoduche´ chyby jizˇ v rane´m sta´diu vy´voje.
2. Je mozˇne´ zı´skat popis syste´mu pomocı´ RTL formulı´ a na´sledneˇ prove´st klasicke´ kroky veri-
fikace vu˚cˇi bezpecˇnostnı´mu tvrzenı´.
3. Cˇasto pouzˇı´vany´m prˇı´stupem je pouzˇitı´ model-checkingu nad grafem representujı´cı´m beˇh
syste´mu.
4. Je mozˇno pouzˇı´t tzv. inkrementa´lnı´ debuging. Cozˇ je prˇı´stup zalozˇeny´ na matematicke´ logice,
ktery´ oveˇrˇuje pravdivost bezpecˇnostnı´ho tvrzenı´ na za´kladeˇ postupne´ho prˇida´va´nı´ omezenı´.
Vy´hodou je, zˇe splnitelnost modelu nenı´ prˇepocˇı´tavana´ vzˇdy pro model jako celek.
5. Na graf beˇhu syste´mu je mozˇno pouzˇı´t theorem prover. A na za´kladeˇ matematicke´ logiky
oveˇrˇit pravdivost logicke´ formule vu˚cˇi specifikaci syste´mu.
3.2.3 Definice formalismu
Modechart je graficky´m jazykem schopny´m popsat syste´m pracujı´cı´ s rea´lny´m cˇasem. Hlavnı´mi
prvky popisu jsou mody (znacˇene´ jako cˇtverec) a prˇechody (representovane´ hranou mezi mody).
Skupina modu˚ prˇedstavuje (kontrolnı´) stav syste´mu a prˇechody popisujı´ tok rˇı´zenı´.
Mody jsou implicitneˇ znacˇeny cˇtvercem a v ra´mci syste´mu jsou rozpoznatelne´ pomocı´ sve´ho
jedinecˇne´ho na´zvu. Dalsˇı´m parametrem je prˇı´znak aktivity modu. Ten je aktivnı´ od doby vstupu do
neˇj a aktivita trva´ teˇsneˇ do okamzˇiku opusˇteˇnı´. Mode je aktivnı´ i neaktivnı´ v okamzˇiku vstupu do
neˇj nebo jeho opusˇteˇnı´. Obecneˇ jsou definova´ny trˇi typy modu˚: atomicke´, se´riove´ a paralelnı´. Pro
ilustraci na´m v dalsˇı´m textu poslouzˇı´ obra´zek 3.4.
Atomicke´ mody jsou za´kladnı´mi stavebnı´mi prvky modechartu. Tyto bloky postra´dajı´ vnitrˇnı´
strukturu a representujı´ primitivnı´ soucˇa´sti syste´mu. Pokud si prˇedstavı´me modechart jako stromo-
vou strukturu, tak tyto bloky budou tvorˇit listy. Na obra´zku 3.4 jsou teˇmito prvky naprˇ. M1,M2 cˇi
M3.
Se´riovy´ mode je specia´lnı´m typem slozˇene´ho modu. Skla´da´ se z jednoho nebo vı´ce synovsky´ch
prvku˚ spojeny´ch do se´rie. Kazˇdy´ slozˇeny´ mode obsahuje atribut rˇı´kajı´cı´, jestli se jedna´ o se´riovy´
nebo paralelnı´ typ. Na obra´zku 3.4(a) je M0 kompozitnı´m se´riovy´m modem. Mody M1,M2 a M3
jsou v dane´m prˇı´padeˇ atomicke´ komponenty spojeny do se´rie. Mimoto M2 je oznacˇen tlusteˇjsˇı´
cˇarou, cozˇ znamena´, zˇe je vy´chozı´m modem. Takzˇe pokud je veden prˇechod do M0, je realizova´n
vstup do M0 a za´rovenˇ do M2. Nic nebra´nı´ ale tomu, aby byl veden externı´ prˇechod naprˇı´klad do
M1 cˇi M3 a v te´to situaci nemusı´ by´t syste´m inicia´lneˇ ve vy´chozı´m modu M2. Z tohoto je patrne´,
zˇe pokud je syste´m v modu M0 pote´ je soucˇasneˇ v M1,M2 cˇi M3. Ikdyzˇ je na obra´zku patrne´, zˇe
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Obra´zek 3.4: Paralelnı´ a se´riovy´ mode. [5]
vsˇechny prˇechody vedou jen v ra´mci jedne´ u´rovneˇ M0, specifikace modechart nezabranˇuje vedenı´
prˇechodu˚ mezi ru˚zny´mi u´rovneˇmi.
Paralelnı´ mode obsahuje 0(atomicky´ mode) nebo vı´ce synovsky´ch komponent. Paralelnı´ kom-
pozice indikuje, zˇe syste´m se nacha´zı´ ve vsˇech synovsky´ch modech soubeˇzˇneˇ. Na obra´zku 3.4(b)
vidı´me prˇı´klad kompozitnı´ho paralelnı´ho modu M0, ktery´ obsahuje paralelizovane´ mody M1 a M2.
Prˇechody mezi mody v paralelnı´ kompozitnı´ komponenteˇ nejsou ve specifikaci modechart povo-
leny. Prˇi vstupu do paralelnı´ho modu jsou aktivova´ny vsˇechny jeho synovske´ komponenty. Z toho
vyply´va´, zˇe se zde nespecifikuje v porovna´nı´ se se´riovy´m prˇı´padem vy´chozı´ stav. Uva´zˇı´me-li, zˇe
v prˇı´kladeˇ na obra´zku je syste´m v modu M0, pote´ je za´rovenˇ v M1 i M2. Jaky´koliv prˇechod reali-
zujı´cı´ opusˇteˇnı´ modu M0 musı´ opustit i vsˇechny jeho synovske´ komponenty.
Prˇechody v modechartu smeˇrˇujı´cı´ z jednoho modu do druheho ovlivnˇujı´ tok rˇı´zenı´ syste´mu.
V modechartu je prˇechod zakreslen orientovanou hranou a popisuje tok rˇı´zenı´ ze zdrojove´ho modu
do cı´love´ho. V ra´mci jedne´ u´rovneˇ podle definice mohou existovat prˇechody jen v se´riovy´ch kom-
pozitnı´ch modech. Pro prˇechody mezi ru˚zny´mi u´rovneˇmi zˇa´dne´ takove´to omezenı´ neplatı´. Prˇechod
je deˇj, ktery´ zabı´ra´ nulovy´ cˇasovy´ okamzˇik. Cˇili z definice uda´losti, ktera´ musı´ trvat nulovy´ cˇas,
vyply´va´, zˇe prˇechod je uda´lostı´. Narozdı´l od tohoto, informace o aktiviteˇ modu uda´lostı´ nenı´, je-
likozˇ trva´ nenulova´ cˇas. Forma´lneˇ je prˇechod popsa´n jako Ms → Md, kde Ms je zdrojovy´ a Md
cı´lovy´ mode. Vstup do modu M je popsa´n jako→ M. Opusˇteˇnı´ modu je pote´ znacˇeno jako M →.
Oba tyto deˇje zabı´rajı´ nulovy´ cˇas syste´mu. Kazˇdy´ prˇechod obsahuje podmı´nku, po jejimzˇ splneˇnı´
je proveden. Podmı´nka je popsana´ v disjunktnı´ norma´lnı´ formeˇ ve tvaru: c1 ∨ ... ∨ ck. Pro kazˇdy´
disjunktnı´ litera´l platı´, zˇe je bud’ spousˇteˇcı´ podmı´nkou nebo cˇasovou podmı´nkou.
Spousˇteˇcı´ podmı´nka je vyja´drˇena v konjunktivnı´ norma´lnı´ formeˇ ve tvaru e1 ∧ ... ∧ en a kazˇdy
prvek e je uda´lost nebo predika´t. Aby byla spousˇteˇcı´ podmı´nka splneˇna je nutno aby v danou chvı´li
nastaly vsˇechny nutne´ uda´losti a zara´z byly splneˇny i vsˇechny potrˇebne´ predika´ty. Forma´lneˇ lze do
konjunkce dosadit [3]:
1. Uda´lost→ M je splneˇna po vstupu do modu M.
2. Uda´lost M → je splneˇna po opusˇteˇnı´ modu M.
3. Uda´lost M1 → M2 je splneˇna pokud nastane prˇechod M1 → M2.
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4. Predika´t M == true je splneˇn pokud mode M je aktivnı´.
5. Predika´t M == f alse je splneˇn pokud mode M nenı´ aktivnı´.
6. Seznam predika´tu˚ {(M1, ...,Mn)} je splneˇn pokud jaky´koliv mode ze seznamu je v dany´
okamzˇik aktivnı´.
7. Seznam predika´tu˚ {< M1, ...,Mn)} je splneˇn pokud jaky´koliv mode ze seznamu je aktivnı´ a
byl aktivnı´ minima´lneˇ jednu cˇasovou jednotku.
Cˇasovana´ podmı´nka je specifikova´na zpozˇdeˇnı´m a krajnı´ mezı´ (deadline). Tato podmı´nka pote´
vypada´ na´sledovneˇ: (r, d), kde r ≤ d a obeˇ hodnoty jsou kladny´mi cely´mi cˇı´sly. Zavedeny jsou
zkra´cene´ notace, kde (delay r) znamena´ (r, inf), (deadline d) odpovı´da´ (0, d) a (alarm r) vystihuje
(r, r). Pokud ma´me cˇasovou podmı´nku (2, 5), tak uda´va´, zˇe prˇechod mu˚zˇe nastat 2 cˇasove´ jednotky
po vstupu do modu a ne pozdeˇji jak 5 cˇasovy´ch jednotek po te´to uda´losti.
3.2.4 Zı´ska´nı´ RTL formulı´
Modechart byl vyvinut hlavneˇ z du˚vodu ulehcˇenı´ popisu syste´mu, kde rea´lneˇ byla prima´rneˇ pouzˇita
jen tempora´lnı´ logika. Jelikozˇ tento prˇı´stup vycha´zel z RTL logiky, je zajiste´ jasne´, zˇe existujı´ po-
stupy pro zı´ska´nı´ RTL formulı´ z popisu pomocı´ modechart. Vy´hodou takto vznikly´ch formulı´ je
fakt, zˇe zachova´vajı´ hierarchickou strukturu syste´mu a popisujı´ vsˇechna jeho omezenı´ vyply´vajı´cı´
i z podstaty definice formalismu modechart. Zmı´neˇna´ hierarchicka´ struktura umozˇnˇuje do mo-
delu cˇi na´sledny´ch formulı´ RTL zave´st jistou u´rovenˇ abstrakce, ktera´ umozˇnı´ naprˇı´klad vypustit
nepodstatne´ subkomponenty syste´mu. Pro zı´ska´nı´ RTL formulı´ je nutno pouzˇı´t postup definova´n
v neˇkolika bodech nı´zˇe [7]:
1. Pro kazˇdy´(jedinecˇny´) spousˇteˇcı´ prˇechod (triggering transition) tvaru M → N se spousˇteˇcı´
podmı´nkou C prˇida´me formuli:
∀t M(t, t) ∧ C ⇒ ∃ j @(M → N, j) = t
2. Pro kazˇdy´(jedinecˇny´) cˇasovany´ prˇechod (timing transition) tvaru M → N s cˇasovanou pod-
mı´nkou (r, d) definujeme formuli:
∀t M[t, t) ⇒ ∃t′, ∃ j @(M → N, j) = t′ ∧ B, kde B = (t + r ≤ t′) ∧ (t′ ≤ t + d).
3. Kazˇde´ dva prˇechody explicitneˇ opousˇteˇjı´cı´ mode musı´ splnˇovat vza´jemne´ vyloucˇenı´(mutual
exclusion). Uvazˇme dveˇ prˇechodove´ promeˇnne´ e1, e2 omezenı´ ktere´ popisuje vza´jemne´ vy-
loucˇenı´ je ve tvaru:
∀i, ∀ j @(e1, i) , @(e2, j)
4. Pokud M je seriovy´ mode (a Mi ∈ children(M)) a syste´m opousˇtı´ M v cˇase t pote´ je prˇida´na
na´sledujı´cı´ podmı´nka:
∀t M(t, t] ⇒ n∧
i=1
(Mi(t, t)) ⇒ Mi(t, t])
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5. Pokud M je paralelnı´ mode (a Mi ∈ children(M)) a syste´m opousˇtı´ M v cˇase t pote´ je prˇida´na
na´sledujı´cı´ podmı´nka:
∀t M(t, t] ⇒ n∧
i=1
Mi(t, t]
6. Prˇechodova´ podmı´nka pro vnorˇene´ mody na u´rovni M (kde M je seriovy´ mode) pro kazˇdy´
mode M′ ∈ children(M) jsou definova´ny na´sledujı´cı´ formule:
• ∀t M′(t, t) ⇒ ∧ni=1(Ci → (Ti ∨ M′(t, t]))
• ∀t M′[t, t)⇒ ∧ni=1[(Tn+i ∧ Bi) ∨ (∃t′ M′[t, t′] ∧ t′ ≤ t + di)]
• ∧n+mi=1 Ti → Ri
• ∀t M′(t, t)→ { f ormule urovne M′}
Kde Ti je predika´t popisujı´cı´ vy´skyt prˇechodove´ uda´losti spjate´ s i-ty´m prˇechodem vedoucı´ho
z M′ a kazˇde´ Ri je konjunkcı´:
• predika´tu˚ popisujı´cı´ch explicitnı´ opusˇteˇnı´ pro i-ty´ prˇechod a
• predika´tu˚ vystihujı´cı´ch explicitnı´ a implicitnı´ vstupy do modu˚ pomocı´ i-te´ho prˇechodu.
7. Prˇechodova´ podmı´nka pro vnorˇene´ mody na u´rovni M (kde M je paralelnı´ mode) a M′ ∈
children(M) jsou definova´ny na´sledujı´cı´ formule:
• ∀t ∧ni=1(Ci ⇒ (Ti ∨ M(t, t]))
• ∀t M[t, t)⇒ ∧mi=1[(Tn+1 ∧ Bi) ∨ (∃t′ M[t, t′] ∧ t′ ≤ t + di)]
• ∧n+mi=1 Ti ⇒ Ri
• ∀t M′(t, t)⇒ { f ormule urovne M′}
Prvnı´ dveˇ podmı´nky vystihuji klasicke´ dva druhy prˇechodu˚. Cˇili ty zalozˇene´ na splneˇnı´ jiste´
podmı´nky a pote´ ty, jezˇ jsou popsa´ny cˇasovy´mi omezenı´mi. Trˇetı´ podmı´nka zava´dı´ vza´jemne´ vy-
loucˇenı´, cˇimzˇ umozˇnˇuje v jedne´ chvı´li vzˇdy volit jen jeden prˇechod opousˇteˇjı´cı´ mode. Dalsˇı´ dveˇ
podmı´nky zarucˇı´ opusˇteˇnı´ vsˇech synovsky´ch modu˚ v prˇı´padeˇ zˇe prˇechod vede ven z rodicˇovske´ho
modu (paralelnı´ho cˇi se´riove´ho). Poslednı´ dveˇ podmı´nky popisujı´ prˇechody vycha´zejı´cı´ ze sy-
novsky´ch modu˚ rodicˇe M. Jedna´ se jak o prˇechody se spousˇteˇcı´ podmı´nkou, tak cˇasoveˇ omezene´
prˇechody. Dalsˇı´ formule popisuje opusˇteˇnı´ a vstupy mezi mody v ru˚zny´ch u´rovnı´ch.
Polozˇmeˇ, zˇe S je modechartem. Pote´ RTL(S) je mnozˇinou omezenı´ sdruzˇeny´m s S dodrzˇujı´cı´m
se´mantiku vy´sˇe. Pokud ma´me sekvenci vstupnı´ch uda´lostı´ I = i1, i2, ... a posloupnost vy´stupnı´ch
uda´lostı´ O = o1, o2, ..., ktere´ jsou vy´pocˇtem S jen a pra´veˇ tehdy kdyzˇ formule:
∀t @(it) ∧ @(ot, t) ∧ RT L(S ) je splnitelna´,
a kde @(it, t) a @(ot, t) popisujı´, zˇe vstupnı´ a vy´stupnı´ uda´losti na pozici se vyskytujı´ prˇesneˇ v cˇase
t.
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3.2.5 Prˇı´klad zı´ska´nı´ RTL formulı´ z modechartu
Z du˚vodu demonstrace postupu uvazˇme jednoduchy´ prˇı´klad na obra´zku 3.5. Pomocı´ vy´sˇe zmı´neˇny´ch
pravidel nagenerujeme odpovı´dajı´cı´ popis v logice RTL pro dany´ graficky´ popis v jazyce mo-
dechart. Jelikozˇ podmı´nky generovane´ na za´kladeˇ bodu 1, 3 a 4 jsou zrˇejme´, zameˇrˇı´me se na
nejslozˇiteˇjsˇı´ cˇa´st a to v danem prˇı´padeˇ formule generovane´ postupem vystihnuty´m v bodeˇ 6. Podle
dane´ho postupu nadefinujeme formule jak pro M1 tak M2, jelikozˇ podle definice jsou syny modu
M0. Vy´sledne´ formule majı´ tvar:
Obra´zek 3.5: Jednoduchy´ prˇı´klad Modechart [5]
• M1(t, t) ∧ C1 ⇒ ∃i @((M1 → M2), i) = t ∨ M1(t, t]
• M1(t, t) ∧ C2 ⇒ ∃i @((M1 → M3), i) = t ∨ M1(t, t]
• ∀i @((M1 → M3), i) = t ⇒ M1(t, t] ∧ M0(t, t] ∧ M3[t, t)
• ∀i @((M1 → M2), i) = t ⇒ M1(t, t] ∧ M2[t, t)
• M1(t, t)⇒ { f ormule urovne M1}
• M2(t, t) ∧ C3 ⇒ ∃i @((M2 → M3), i) = t ∨ M2(t, t]
• ∀i @((M2 → M3), i) = t ⇒ M2(t, t] ∧ M0(t, t] ∧ M3[t, t)
• M2(t, t)⇒ { f ormule urovne M2}
Jak bylo viditelne´ na prˇedesˇle´m prˇı´kladu, tak z modechartu lze bez znacˇny´ch proble´mu˚ zı´skat
pouzˇitelne´ RTL formule. Je ale nutno poznamenat, zˇe naprˇı´klad s rostoucı´m pocˇtem modu˚ nebo
velikostı´ jejich zanorˇenı´ bude znacˇneˇ naru˚stat pocˇet formulı´. To ale zajiste´ nebra´nı´ v dalsˇı´m pouzˇitı´
teˇchto formuli v na´sledne´ verifikaci. Existujı´ matematicke´ postupy pro prˇevod takovy´chto for-
mulı´ do Pressburgerovske´ aritmetiky, jmenoviteˇ do formy omezeny´ch RTL formulı´. Nad teˇmito
jizˇ lze obykly´mi zpu˚soby prove´st verifikacˇnı´ proces. A to bud’ klasickou analy´zou CG grafu nebo




4.1 Prˇı´stup k verifikaci modechart
Jak jizˇ bylo zmı´neˇno, pro u´cˇel graficke´ho popisu syste´mu pracujı´cı´ch s rea´lny´m cˇasem byl pro
vyvı´jeny´ na´stroj zvolen formalismus Modechart. Jizˇ v jedne´ z prˇedesˇly´ch kapitol byly prˇiblı´zˇeny
za´kladnı´ aspekty a vlastnosti tohoto prˇı´stupu specifikace. Byl definova´n za´kladnı´ koncept a prˇı´stup,
jaky´m lze danou grafickou specifikace prˇeve´st do podoby RTL formulı´. Nad generovany´mi formu-
lemy RTL logiky lze samozrˇejmeˇ prova´deˇt za´kladnı´ oveˇrˇova´nı´ funkcˇnosti syste´mu, ale pro u´cˇel
vyvı´jene´ho programu je tento prˇı´stup relativneˇ slozˇity´ a nenı´ nad nı´m vybudova´n potrˇebny´ apara´t
pro zjisˇt’ova´nı´ a analy´zu pokrocˇilejsˇı´ch vlastnostı´ syste´mu. Proto bylo nutno prˇikrocˇit k odlisˇne´mu
prˇı´stupu rˇesˇenı´ proble´mu analy´zy a verifikace syste´mu˚ specifikovany´ch Modechartem. Z tohoto
du˚vodu bude prˇiblı´zˇen forma´lnı´ model formalismu Modechart. Nad tı´mto pote´ bude popsa´n apara´t
umozˇnˇujı´cı´ analy´zu beˇhu syste´mu.
4.1.1 Formalismus Modechart
Z du˚vodu pochopenı´ dalsˇı´ch definic je nutno nastı´nit forma´lnı´ definici formalismu Modechart pro
hierarchicky´ popis syste´mu˚ pracujı´cı´ch s rea´lny´m cˇasem. Celkem existujı´ dva forma´lnı´ pojetı´, ktere´
sdı´lejı´ veˇtsˇinu spolecˇny´ch rysu˚. Specifikace popsana´ v [9] sice velice dobrˇe nastinˇuje tuto proble-
matiku, ale v dalsˇı´m pokracˇova´nı´ bude staveˇno na forma´lnı´m apara´tu specifikovane´m v [7]. Tento
prˇı´stup forma´lnı´ specifikace vycha´zı´ z prvneˇ zmı´neˇne´ho pojetı´ a neˇktere´ aspekty definuje trochu
odlisˇny´m a prˇijatelneˇjsˇı´m zpu˚sobem.
Modechart je peˇticı´ tvaru 〈 M, { S , P, initial}, v, T , ε 〉 se slozˇkami definovany´mi na´sledovneˇ:
• M je (konecˇnou) mnozˇinou modu.
• S ⊂ M je mnozˇinou seriovy´ch modu a pote´ P ⊂ M je mnozˇinou paralelnı´ch modu a da´le
musı´ platit S ∩P = ∅ a S ∪P ,M. Tota´lnı´ funkce initial : S →M oznacˇuje mode (pocˇa´tecˇnı´
nebo vy´chozı´) odpovı´dajı´cı´ seriove´mu modu.
• v je relacı´ cˇa´stecˇne´ho usporˇa´da´nı´ vM definujı´cı´ strom naprˇı´cˇ elementy mnozˇinyM. Da´le je
pouzˇita notace v a @. Za´pis m v n vystihuje, zˇe m je obsazˇen v n neboli m je potomek n cˇi n
je prˇedek m. Je potrˇeba aby S ∪ P = {m ∈ M | n v m, pro n ∈ (M)}.
• T = (M) × (M) ×MT E je mnozˇinou prˇechodu˚. Pro prˇechod (s,t,e), s je zdrojovy´m modem, t
je cı´lovy´m modem prˇechodu a e je prˇechodovy´m vy´razem Modechartu (MTE).
• ε je (konecˇnou) vstupnı´ mnozˇinou externı´ch vstupnı´ch signa´lu˚.
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Mnozˇina externı´ch vy´stupnı´ch signa´lu˚ modechart specifikace je definova´na jako oznacˇenı´ a je
da´na na´sledujı´cı´m sjednocenı´m cˇtyrˇ mnozˇin oznacˇenı´: L = M+ ∪ M− ∪ M⊥ ∪ M→, kde mnozˇina
oznacˇenı´ vstupu do modu M+ pro M ⊆ (M) je definova´na jako: M+{m+ | m ∈ M} a pot0 m+
je oznacˇenı´m vstupu do modu m. Na´sledneˇ mnozˇina oznacˇenı´ M− a M⊥ je definova´na podobneˇ
a to pro oznacˇenı´ opusˇteˇnı´ resp. aktivity modu. Z hlediska teˇchto oznacˇenı´ je pro kazˇdy´ mod m
zachycena evoluce syste´mu a to aktivita, vstup a opusˇteˇnı´. Dodatecˇneˇ, kazˇdy´ prˇechod syste´mu ma´
oznacˇenı´ ve tvaru:M→ = {s→ t | (s, t, e) ∈ T , pro e v MT E}
Prˇechodovy´ vy´raz, na za´kladeˇ ktere´ho je rozhodova´no o povolenı´ prˇechodu je mozˇno definovat
pomocı´ BNF gramatiky, kde MTE je pocˇa´tecˇnı´ symbol:
MT E ::= TimingC|TrigC
TimingC ::= (lb, ub)
TrigC ::= Event ∧ TrigC | Event
Event ::= e | e | m+ | m− | m→ n
MS et ::= m⊥,MS et | m⊥
V te´to gramatice vystupuje hornı´ a spodnı´ cˇasove´ omezenı´ prˇechodu, kde lb, ub ∈ N, e popisuje
v vy´skyt externı´ uda´losti a pote´ e jejı´ absenci. Mody specifikace rozumı´me m, n ∈ M a vy´raz m→ n
popisuje vedenı´ prˇechodu z m do n. Vy´raz tvaru (lb, up) popisuje cˇasovanou podmı´nku prˇechodu.
Dalsˇı´ forma vy´razu vyskytujı´cı´m se v popise gramatiky je spousˇteˇcı´ podmı´nka prˇechodu.
Na za´kladeˇ jizˇ prˇedem definovane´ relace cˇa´stecˇne´ho usporˇa´da´nı´ na mnozˇineˇM je mozˇno defi-
novat trˇi na´sledujı´cı´ druhy modu:
• primitivnı´ mode - platı´ pro Mi ∈ M pra´veˇ tehdy a jen pra´veˇ tehdy kdyzˇ ∀ jM j @ Mi.
• slozˇeny´ mode - platı´ pro Mi ∈ M pra´veˇ tehdy a jen pra´veˇ tehdy kdyzˇ ∃ jM j v Mi.
• korˇenovy´ mode - platı´ pro Mi ∈ M pra´veˇ tehdy a jen pra´veˇ tehdy kdyzˇ ∀ jMi v M j.
Z du˚vodu nutnosti analy´zy hierarchie stromu modechartu je zavedena relace children: M →
2M, ktera´ je definova´na takto:
children(m) = {n | n @ m ∨ @n′ :: n @ n′ @ m}
Ikdyzˇ relace @ zachycuje stromovou hierarchii synu˚ (resp. rodicˇ), mu˚zˇeme relaci children pouzˇı´t
pro analy´zu bezprostrˇednı´ch prˇı´buzny´ch modu. Z tohoto du˚vodu na za´kladeˇ te´to relace definujeme
dva druhy vazby:
• bezprostrˇednı´ syn, kdyzˇ n ∈ children(m).
• bezprostrˇednı´ rodicˇ - z bodu vy´sˇe je pro mode n bezprostrˇednı´m rodicˇem mode m.
Jelikozˇ Modechart je v jiste´m slova smyslu prˇechodovy´m syste´mem, je nutno specifikovat
jaky´m zpu˚sobem je uchova´va´na informace o stavu takove´hoto syste´mu. Da´le je nutno uve´st i zpu˚sob
zachycenı´ evolucˇnı´ho beˇhu dane´ho syste´mu. Pro u´cˇel zjisˇteˇnı´ aktua´lnı´ho stavu syste´mu je zaveden
pojem globa´lnı´ mody syste´mu. Uvazˇme m ∈ M. Polozˇme, zˇe G(m) specifikuje mnozˇinu globa´lnı´ch
modu m. Da´le pak oznacˇme G0(m) pocˇa´tecˇnı´m modem m. Stavova´ informace Modechart speci-
fikace je da´na G(mr), kde mr ∈ M a je korˇenovy´m modem. Ma´sledneˇ lze pote´ definovat vztahy
pro:
• primitivnı´ mode - platı´ G(m) = {{m}} a G0(m) = {{m}}.
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• se´riovy´ mode - platı´ G(m) = ⋃m′∈children(m) G(m′) a G0(m) = G0(initial(m)).
• paralelnı´ mode - pote´ s ∈ G(m) pra´veˇ a jen pra´veˇ tehdy kdyzˇ s = ⋃m′∈children(m) sm′ kde
sm′ ∈ G(m′) pro vsˇechny m′ ∈ children(m) ∈ G(m). G0(m) = ⋃m′∈children(m) G0(m′)
Pro u´cˇel zachycenı´ evolucˇnı´ho chova´nı´ syste´mu je zavedena relace Reach: G × T → G, pro kterou
uvazˇme na´sledujı´cı´. Ma´me prˇechod γ ∈ T tvaru (m1,m2, e) a polozˇme, zˇe ma ∈ M je na´slednı´kem
m1 a mb ∈ M je na´slednı´kem m2. Da´le uvazˇujeme s, s′ ∈ G. Pote´ na´sledny´ globa´lnı´ mode s′ z s(je
aktivnı´) za pouzˇitı´ prˇechodu δ bude s′ = Reach(s, δ). Tuto operaci lze obecneˇ popsat takto:
• Odstranˇ globa´lnı´ mode ma z s.
• Prˇidej G0(mb)
• Pro kazˇde´ho na´slednı´ka mi modu m2 pocˇı´naje mb, pokud mi je seriovy´m modem, pote´ zameˇnˇ
G0(mi) za G0(mi+1)
Je nutno zdu˚raznit, zˇe relace Reach ukla´da´ do globa´lnı´ho modu jen informaci o modech na nejnizˇnı´
mozˇne´ urovni. Je ale zcela zrˇejme´, zˇe pokud je syste´m v neˇjake´m prˇedem dane´m modu, nacha´zı´
se i soucˇasneˇ ve vsˇech rodicˇovsky´ch modech(toto globa´lnı´ mod explicitneˇ nevystihuje). Pote´ po
kazˇde´m prˇechodu mu˚zˇe docha´zet ke znacˇny´m zmeˇna´m. Proto je nutno zave´st vztah pro vstup a
vy´stup z modu a to jak explicitnı´, tak implicitnı´ (m,m′ ∈ M:
Prˇechod explicitnı´ vstupuje do modu m kdyzˇ:
• sˇipka prˇechodu koncˇı´ na m nebo
• sˇipka prˇechodu protı´na´ obdelnı´k modu m a vcha´zı´ do neˇj.
Prˇechod implicitneˇ vstupuje do modu m kdyzˇ:
• m je pocˇa´tecˇnı´ mode a prˇı´my´ rodicˇ m′ modu m je seriovy´m modem:
– sˇipka prˇechodu koncˇı´ na m′ nebo
– prˇechod implicitneˇ vcha´zı´ do m′.
• m′ je prˇı´my´ rodicˇ m a je paralelnı´m modem:
– sˇipka prˇechodu koncˇı´ na m′ nebo
– prˇechod implicitneˇ vstupuje do m′ nebo
– prˇechod explicitneˇ vstupuje do sourozence modu m.
Prˇechod explicitnı´ opousˇtı´ mode m kdyzˇ:
• sˇipka prˇechodu vycha´zı´ z m nebo
• sˇipka prˇechodu protı´na´ obdelnı´k modu m a vycha´zı´ z neˇj ven.
Prˇechod implicitneˇ opousˇtı´ mode m kdyzˇ:
• seriovy´ mode m′ je prˇı´my´m rodicˇem m a syste´m je v modu m:
– sˇipka vyha´zı´ z m′ nebo
– prˇechod implicitneˇ opousˇtı´ m′.
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• mode m′ je prˇı´my´m rodicˇem m a syste´m je v modu m a m′ je paralelnı´:
– sˇipka vycha´zı´ z m′ nebo
– prˇechod implicitneˇ opousˇtı´ m′ nebo
– prˇechod explicitneˇ opoucˇtı´ sourozence modu m.
Je nutno poznamenat, zˇe formalismus Modechart nezabranˇuje vyvsta´nı´ dvou uda´lostı´ v jednou
cˇasove´m okamzˇiku. Proto je nutno specifikovat podmı´nku pro vy´lucˇne´ opusˇteˇnı´ modu, tak aby
v danou chvı´li mohl by´t veden jen jeden z prˇechodu˚. Vy´sledna´ podmı´nka naby´va´ formu:
∀i∀ j@(e1, i) , @(e2, j).
Lub (least upper bound) pro m, n ∈ M (s ohledem na relaci @) je definova´no:
lub(m, n) = {l | m @ l ∧ n @ l ∧ @l′ :: m @ l′ ∧ n @ l′ ∧ l′ @ l}
Na za´kladeˇ specifikovane´ informace lze definovat pro m, n ∈ M soubeˇzˇnost zapisovanou ve
formeˇ m ‖n . Ta platı´ pra´veˇ tehdy a jen tehdy kdyzˇ m a n ∧ n a m ∧ lub(m, n) ∈ P. Dva mody
m, n ∈ M jsou sekvencˇnı´, definova´no m ∼ n, pra´veˇ tehdy a jen pra´veˇ tehdy kdyzˇ m a n ∧ n a m⇒
m ∼ n ≡, (m‖n). Pote´ pro dva mody m, n ∈ M, m , n platı´:
m a n ∧ n a m⇒ m ∼ n ≡ ¬(m‖n)
Na za´kladeˇ nastı´neˇny´ch definic lze definovat, kdy je model specifikovany´ Modechartem spra´vny´
a syntakticky korektnı´. Nutny´mi podmı´nkami jsou tyto:
• ∀s ∈ S :: ∃m ∈ children(s) :: initial(s) = m. Slovneˇ tato podmı´nka specifikuje, zˇe kazˇdy´
seriovy´ mode musı´ mı´t pocˇa´tecˇnı´ mode.
• ∀(s, t, e) ∈ T :: s ∼ t. Podmı´nka popisuje fakt, zˇe prˇechody moho by´t vedeny jen mezi
sekvencˇnı´mi mody.
Tı´mto byl shrnuta forma´lnı´ definice Modechart a notace, ktere´ budou da´le pouzˇity ve zby´vajı´cı´m
textu. Du˚kladne´ pochopenı´ popsane´ problematiky je nutne´ pro pochopenı´ na´sledujı´cı´ cˇa´sti popi-
sujı´cı´ prˇı´stup k analy´ze beˇhu syste´mu zalozˇene´ho na specifikaci formalismem Modechart.
4.1.2 Prˇı´stup k analy´ze
Cı´lem je pouzˇı´t Modechart specifikaci syste´mu a verifikovat vlastnosti s ohledem na konecˇny´ pocˇet
vy´skytu uda´lostı´. Budou definova´ny vy´pocˇetnı´ posloupnosti syste´mu s pouzˇitı´m orientovane´ho
stromu, ktery´ bude rozsˇı´rˇen o mnozˇinu relacı´ popisujı´cı´ch cˇasovou separaci jednotlivy´ch uda´lostı´.
Tato separace bude representova´na spodnı´ a hornı´ hranicı´, resp. zpozˇdeˇnı´m a nejzazˇsˇı´ mezı´. Pokud
jsme schopni representovat potencia´lneˇ nekonecˇny´ vy´pocˇetnı´ strom pomocı´ konecˇne´ho grafu, pote´
rozhodovacı´ procedu˚ra je schopna oveˇrˇit vlastnosti syste´mu.
Obra´zek 4.1 ukazuje pla´novany´ prˇı´stup. Modechart specifikace je pouzˇita pro u´cˇel generova´nı´
konecˇne´ho vy´pocˇetnı´ho grafu. Cı´lem je vytvorˇit graf takovy´, aby plneˇ reflektoval chova´nı´ po-
psane´ho syste´mu. Na rozdı´l od modelu modechart specifikace, ktery´ prˇirˇazuje cˇas uda´lostem, je
vy´pocˇetnı´ graf prostrˇedkem prˇirˇazujı´cı´m cˇas uda´lostem na cesteˇ v grafu. Pokud pouzˇijeme vhod-
nou proceduru prˇevodu odpovı´da´ vy´pocˇetnı´ model vy´chozı´mu modelu syste´mu a opacˇneˇ. Pote´
lze polozˇit, zˇe pokud rozhodneme o vlastnosti syste´mu na za´kladeˇ vy´pocˇetnı´ho grafu, bude tato
skutecˇnost platit i pro Modechart model samotny´.
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Obra´zek 4.1: Sche´ma oveˇrˇova´nı´ vlastnostı´.
Jesˇteˇ nezˇ bude prˇikrocˇeno k popisu algoritmu pro prˇevod Modechart specifikace do podoby
grafove´ho modelu, je nutno prˇiblı´zˇit neˇktere´ za´kladnı´ pojmy a definice. Syste´m popsany´ pomocı´
Modechart specifikace budeme prˇeva´deˇt do podoby dvou matematicky´ch struktur. Prvnı´ z nich je
jizˇ zmı´neˇny´ vy´pocˇetnı´ strom, resp. jeho konecˇna´ podoba ve formeˇ grafu a da´le zde vystupuje se-
paracˇnı´ graf. Prvnı´ z nich popisuje evolucˇnı´ chova´nı´ syste´mu, ktere´ je rˇı´zeno na za´kladeˇ struktury
separacˇnı´ho grafu, jenzˇ obsahuje cˇasove´ vzda´lenosti jednotlivy´ch uda´lostı´ a definuje cˇasova´ ome-
zenı´.
Nynı´ prˇikrocˇı´me k definici vy´pocˇetnı´ho stromu jako matematicke´ struktury popisujı´cı´ beˇh syste´-
mu. Kazˇda´ cesta z korˇenove´ho uzlu tohoto stromu definuje cˇasovanou vy´pocˇetnı´ trajektorii syste´mu.
Kazˇdy uzel stromu(v na´sledujı´cı´m textu da´le nazy´vany´ jako bod stromu) prˇedstavuje konfiguraci
syste´mu popsane´ho pomocı´ Modechartu a musı´ obsahovat dostatek informacı´ o stavu syste´mu aby
bylo mozˇno zjistit, ktere´ mody jsou aktivnı´ a jake´ prˇechody mohou by´t v dane´m cˇase vedeny.
Vy´pocˇetnı´ strom je orientovany´ acyklicky´ graf a je definova´n pomocı´ mnozˇiny uzlu˚ V a mnozˇiny
hran E. Mnozˇina hran je ve tvaru V × V . Je kladeno omezenı´ aby prvky te´to relace netvorˇila cykly
a to ani reflexivnı´. Da´le je definova´na relace λ, ktera´ prˇirˇazuje kazˇde´mu uzlu oznacˇenı´ ve tvaru




Jme´no bodu odpovı´da´ seznamu vsˇech modu, ktere´ jsou aktivnı´ v dane´m okamzˇiku vy´pocˇetnı´
trajektorie. Je zde pouzˇita relace G definova´na v prˇedesˇle´ kapitole, ktera´ je aplikova´na na korˇenovy´
mode. Pro korˇenovy´ bod stromu je jeho na´zev definova´n jako G0(m), kde m je korˇenovy´m uzlem a
relace G0 je cha´pa´na ve smyslu zavedene´m drˇı´ve.
Vstupnı´ uda´lost popisuje uda´lost, ktera´ zpu˚sobila vstup do dane´ho bodu stromu. Pro korˇenovy´
bod stromu se jedna´ o pocˇa´tecˇnı´ uda´lost vy´pocˇtu. Pro ostatnı´ body je tato velicˇina definova´na
prˇechodovou uda´lostı´ neˇjake´ho prˇechodu Modechart specifikace, ktera´ zpu˚sobila prˇechod syste´mu
do dane´ho bodu vy´pocˇetnı´ trajektorie.
Mnozˇina uda´lostı´ je podmnozˇinou mnozˇiny podmı´neˇny´ch uda´lostı´(definova´no da´le). U´cˇelem
existence te´to mnozˇiny je skutecˇnost, zˇe na jejim za´kladeˇ mu˚zˇeme rozhodovat o splneˇnı´ podmı´nek
spousˇteˇne´ho prˇechodu pro dany´ bod. Uda´losti te´to mnozˇiny jsou definova´ny v cˇase vstupu do
dane´ho bodu a mu˚zˇe se jednat o uda´lost popisujı´cı´ opusˇteˇnı´ prˇedesˇle´ho modu, vstupu do aktua´lnı´ho
modu nebo vedenı´ prˇechodu. Tato mnozˇina je podmı´neˇna omezenı´m pro deˇdeˇnı´ uda´lostı´. Tı´mto
zpu˚sobem mohou by´t prˇi splneˇnı´ urcˇity´ch podmı´nek podeˇdeˇny uda´losti prˇedesˇle´ho bodu trajekto-
rie.
Vy´sˇe vzpomenuta´ mnozˇina podmı´neˇny´ch uda´lostı´ obsahuje vsˇechny uda´losti takove´, zˇe jsou
soucˇa´stı´ spousˇteˇcı´ch podmı´nek jake´hokoliv prˇechodu dane´ho modechart modelu. Toto na´m umozˇnı´
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ukla´dat a da´le i ve vy´pocˇetnı´m stromu uvazˇovat jen uda´losti, ktere´ da´vajı´ smysl a podminˇujı´ neˇjaky´
na´mi uvazˇovany´ prˇechod.
Na za´kladeˇ jizˇ definovane´ho pojmu bodu trajektorie(resp. uzlu vy´pocˇetnı´ho stromu) definujeme
necˇasovanou trajektorii vy´pocˇtu. Trajektoriı´ modechart specifikace cha´peme sekvenci {σi}i≥0 bodu˚
specifikace takovy´ch, zˇe σ0 je pocˇa´tecˇnı´m bodem a pro vsˇechny dalsˇı´ body σi musı´ platit, zˇe jejich
vstupnı´ uda´lostı´ je prˇechodova´ uda´lost neˇjake´ho prˇechodu, ktery´ je proveditelny´ v σi−1. Mnozˇina
uda´losti bodu pote´ obsahuje podmı´neˇne´ uda´losti vyvstale´ vedenı´m prˇechodu a nebo sjednocenı´
uda´lostı´ vyvstaly´ch vedenı´m prˇechodu a mnozˇiny uda´lostı´ bodu σi−1. V druhe´m prˇı´padeˇ hovorˇı´me
o tom, zˇe bod σi deˇdı´ uda´losti bodu σi−1. Prˇechod je proveditelny´ v dane´m bodu trajektorie σi,
pokud pocˇa´tecˇnı´ bod je soucˇa´stı´ jme´na bodu a jedna´ se o cˇasovany´ prˇechod nebo o prˇechod se
spousˇteˇcı´ podmı´nkou, ktera´ je splneˇna pro mnozˇinu uda´lostı´ dane´ho bodu. Je nutno da´le konstato-
vat, zˇe jme´na bodu˚ σi a σi+1 jsou definova´ny na za´kladeˇ jizˇ drˇı´ve specifikovany´ch podmı´nek pro
explicitnı´/implicı´tnı´ vstup cˇi opusˇteˇnı´ modu. Pokud dojde k porusˇenı´ teˇchto podmı´nek, nejedna´ se
pote´ o vy´pocˇetnı´ trajektorii Modechart modelu. Pocˇa´tecˇnı´ bod σ0 ma´ jmeno specifikovane´ relacı´ G0
nad korˇenovy´m modem specifikace. Je zde definova´na mnozˇina uda´lostı´, ktera´ odpovı´da´ pocˇa´tecˇnı´
mnozˇineˇ uda´lostı´ syste´mu.
Definice vy´sˇe nebrala ohled na cˇasovy´ charakter prˇechodu˚ mezi beˇhy trajektorie. Proto bude
zaveden pojem omezena´ trajektorie. Jedna´ se o trajektorii, jejı´zˇ kazˇde´ dva body jsou rozsˇı´rˇeny cˇas a
cˇasova´ omezenı´. Da´le je bra´n zrˇetel na cˇasovou separaci a deˇdeˇnı´ mnozˇiny uda´lostı´. Cˇasova´ omezenı´
nad omezenou trajektorii jsou definova´ny takto(relace time prˇirˇazuje kazˇde´ uda´losti nenulovy´ cˇas):
1. time(σi) ≥ 0
2. time(σi) ≤ time(σi+1)
3. Pokud σi+1 deˇdı´ mnozˇinu uda´lostı´ bodu σi, pote´ time(σi+1) = time(σi)
4. Pokud σi+1 nedeˇdı´ mnozˇinu uda´lostı´ bodu σi, pote´ time(σi) + 1 ≤ time(σi+1)
5. Pokud vstupnı´ uda´lostı´ σi+1 je prˇechodova´ uda´lost pro prˇechod rˇı´zeny´ spousˇteˇcı´ podmı´nkou,
pote´ time(σi+1) = time(σi)
6. Pokud vstupnı´ uda´lostı´ σi+1 je prˇechodova´ uda´lost pro prˇechod rˇı´zeny´ cˇasovy´m omezenı´m
(r, d) aσ j je referencˇnı´m bodem prˇechodu v boduσi, pote´ time(σ j)+r ≤ time(σi) a time(σi)−
d ≤ time(σ j)
7. Pokud je prˇechod rˇı´zeny´ spousˇteˇcı´ podmı´nkou proveditelny´ vσi potom time(σi+1) = time(σi).
8. Pokud v σi existuje prˇechod podmı´neˇny´ cˇasovou podmı´nkou v hornı´ cˇasovou mezı´ d a σ j je
jeho referencˇnı´m bodem, potom time(σi) − d ≤ time(σ j)
Podmı´nky v bodeˇ 6. a 7. pouzˇı´vajı´ pojem referencˇnı´ bod. Jedna´ se o bod, oproti neˇmuzˇ je
meˇrˇeno cˇasove´ omezenı´. U prˇechodu na za´kladeˇ spousˇteˇcı´ podmı´nky je jedna´ o prˇedcha´zejı´cı´ bod.
Pro prˇechod rˇı´zeny´ cˇasovou podmı´nkou uvazˇme, zˇe jeho zdrojovy´ mode je aktivnı´ v σk a take´ po
celou dobu azˇ do σi, kde k ≥ i. Pote´ je σi referencˇnı´m bodem cˇasovane´ho prˇechodu proveditelne´ho
v σk.
Body 1. a 2. zajistı´, zˇe naprˇı´cˇ omezenou trajektoriı´ nesmı´ cˇas klesat. Da´le dalsˇı´ dveˇ podmı´nky
popisujı´ korektneˇ, kdy lze deˇdit z prˇedesˇle´ho bodu mnozˇinu uda´lostı´. Bod 5. zajistı´, zˇe prˇechod
na za´kladeˇ spousˇteˇcı´ uda´losti je veden hned v okamzˇiku, kdy je dana´ podmı´nka naplneˇna. Dalsˇı´
bod popisuje definova´nı´ spodnı´ a hornı´ cˇasove´ hranice cˇasovane´ho prˇechodu a omezenı´ nad nimi.
Poslednı´ dveˇ podmı´nky popisujı´ nemozˇnost volenı´ prˇechodu, ktery´ by narusˇil cˇasova´ omezenı´.
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Kompletnı´ omezena´ trajektorie je omezenou trajektoriı´, ktera´ je bud’ nekonecˇna´, nema´ v kon-
cove´m bodeˇ zˇa´dne´ proveditelne´ prˇechody nebo v konecˇne´m bodeˇ ma´ prˇechod s cˇasovanou podmı´n-
kou a hornı´ nekonecˇnou cˇasovou hranicı´.
Vy´pocˇet Modechart modelu je prˇirˇazenı´m cˇasu bodu˚m kompletnı´ omezene´ trajektorie tak, aby
nedosˇlo k porusˇenı´ cˇasovy´ch omezenı´.
Je nutno specifikovat dva velice du˚lezˇite´ pojmy, jimizˇ jsou mozˇny´ a skutecˇny´ na´slednı´k. Bod
je mozˇny´m na´slednı´kem tehdy, pokud jeho prˇida´nı´m na konec trajektorie zı´ska´va´me take´ trajek-
torii. Mozˇny´ na´slednı´k je bodem, ktery´ mu˚zˇe by´t volen z dane´ho bodu σi bez ohledu na cˇasova´
omezenı´. Skutecˇny´ na´slednı´k je mozˇny´m na´slednı´kem a prˇida´nı´m tohoto bodu na konec kompletnı´
omezene´ trajektorie zı´ska´me znovu kompletnı´ omezenou trajektorii. Jiny´mi slovy prˇida´nı´m tohoto
bodu nebudou porusˇeny zˇa´dne´ kladena´ kladena´ cˇasova´ omezenı´.
Kompletnı´ omezena´ trajektorie ma´ vy´pocˇet pra´veˇ tehdy a jen pra´veˇ tehdy kdyzˇ kazˇdy´ bod (jiny´
nezˇ bod pocˇa´tecˇnı´) je skutecˇny´m na´slednı´kem sve´ho prˇedchu˚dce.
S ohledem na prˇedesˇle´ definice mu˚zˇeme vy´pocˇet syste´mu specifikovane´ho Modechartem cha´pat
jako vy´pocˇetnı´ strom, ktere´ho uzly jsou body a potomci bodu˚ jsou jejich skutecˇnı´ na´slednı´ci. Da´le
trajektorie bude kazˇdou cestou v tomto stromu.
Mnozˇina cˇasovy´ch omezenı´ modelu je representova´na pomocı´ orientovane´ho grafu oznacˇovane´ho
jako separacˇnı´ graf. Uzly reprezentujı´ prˇechodove´ uda´losti bodu˚ vy´pocˇetnı´ho stromu. Ohodnocene´
hrany na druhou stranu popisujı´cˇasove´ separace mezi uzly (a jsou omezenı´mi odpovı´dajı´cı´ omezene´
trajektorie). Da´le aby nedosˇlo k nejednoznacˇnostem oproti definici cˇasovy´ch omezenı´, tak jejı´ body
7. a 8., ktere´ zava´deˇjı´ hornı´ cˇasovou hranici prˇechodu nejsou uvazˇova´ny, pokud prˇechod je provedi-
telny´ a mu˚zˇe by´t a je volen pozdeˇji. Konstrukce a princip separacˇnı´ho grafu je vcelku jednoduchy´.
Uvazˇujme trajektorii P = (e0 = er, v0 = r, e1, v1, ..., en, vn). Separacˇnı´ graf S EP(P) pro P se skla´da´
z uzlu˚ e∗i pro kazˇdou hranu ei trajektorie. Hrany jsou definova´ny na´sledovneˇ:
• Je vedena hrana s va´hou z e∗i do e∗i+1. pro vsˇechny 0 ≤ i < n. Tato hrana kopı´ruje a zachova´va´
stromovou strukturu grafu.
• Pokud ei je referencˇnı´m bodem pro cˇasovany´ prˇechod proveditelny´ v e j s cˇasovy´mi ohrani-
cˇenı´mi (r, d), prˇida´me hranu s va´hou r z e∗i do e
∗
j pokud r > 0. Vedeme take´ hranu s va´hou −d
z e∗j do e
∗
i pokud d , ∞.
• Pro prˇechod omezeny´ spousˇteˇcı´ podmı´nkou prˇida´va´me hranu s va´hou 0 vedoucı´ z e∗j do e∗j−1.
Je nutno poznamenat, zˇe separacˇnı´ graf neobsahuje pozitivnı´ cykly. Pokud by tomu tak bylo, dosˇlo
k porusˇenı´ cˇasovy´ch omezenı´ syste´mu.
Pro u´cˇel na´sledne´ analy´zy separacˇnı´ho grafu je zavedena relace distance. Za´pis distance(A, B)
popisuje separacˇnı´ vzda´lenost uzlu˚ A a B. Tato vzda´lenost je definova´na jako maxima´lneˇ ohodno-
cena´ cesta v grafu mezi uzly A a B. Pokud takova´to cesta vu˚bec neexituje distance(A, B) = −∞.
Zvolme libovolne´ dva body A a B na cesteˇ vy´pocˇetnı´ho stromu kde A prˇedcha´zı´ B, pote´:
• distance(A, B) ≥ 0 a tato hodnota uda´va´, kdy lze nejdrˇı´ve volit B relativneˇ k A.
• distance(B, A) ≤ 0 cozˇ uda´va´, kdy lze nejpozdeˇji volit B vzhledem k A.
Tato relace pomu˚zˇe v definici zpu˚sobu vy´pocˇku skutecˇne´ho na´slednı´ka bodu vy´pocˇetnı´ho stromu.
Postup vy´pocˇtu je zalozˇen na zkouma´nı´ vzda´lenostı´ mezi mozˇny´mi na´slednı´ky, z nichzˇ se pote´
vybere skutecˇny´ na´slednı´k(pokud existuje) a to na´sledovneˇ:
1. Uvazˇujme uzel vy´pocˇetnı´ho stromu a mnozˇinu jeho mozˇny´ch na´slednı´ku˚.
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2. Pro kazˇde´ho mozˇne´ho na´slednı´ka prˇidej docˇasneˇ do separacˇnı´ho grafu uzel.
3. Zvol mozˇne´ho na´slednı´ka Ai a opakuj pro vsˇechny. Pokud platı´ pro vsˇechny ostatnı´ mozˇne´
na´slednı´ky A j vztah distance(A j, Ai) ≤ 0, prohlasˇ za skutecˇne´ho na´slednı´ka, jinak vymazˇ.
S ohledem na to, zˇe jizˇ byly definova´ny vsˇechny potrˇebne´ za´konitosti, mu˚zˇeme prˇistoupit k de-
finici algoritmu konstrukce vy´pocˇetnı´ho stromu. V dalsˇı´m textu da´le uka´zˇeme, jaky´m zpu˚sobem lze
dosa´hnou na´sledne´ konstrukce vy´pocˇetnı´ho grafu. Algoritmus, ktery´ zajistı´ prˇevod ma´ na´sledujı´cı´
tvar:
Algoritmus konstrukce vy´pocˇetnı´ho stromu
VSTUP: modechart M
1. Vytvorˇ korˇen r stromu;
2. r.global mode = pocˇa´tecˇnı´ global mode M;
3. r.events = spousˇteˇcı´ uda´losti v˜dobeˇ startu;
4. Prˇidej vstupujı´cı´ hranu e r do r
5. for kazˇdy´ list v stromu do
6. for kazˇdy´ aktivnı´ mode m v˜v.global mode do
7. for kazˇdy´ prˇechod γ z˜m do
8. if γ je cˇasovany´ prˇechod nebo
spousˇteˇcı´ podmı´nka je splneˇna v˜v
9. Generuj mozˇne´ho na´slednı´ka v′ listu v;
10. v′.global mode = Reach(v.global mode, γ);
11. v′.events = spousˇteˇcı´ podmı´nka genrovana´ γ




13. Spocˇti mnozˇinu skutecˇny´ch na´slednı´ku˚ listu v; Odstranˇ ostatnı´;
14. if v.events , {}
15. for kazˇde´ho skutecˇne´ho na´slednı´ka v′ do
16. if (v, v′) musı´ nastat okamzˇiteˇ po vstupu do v
17. Prˇidej v.events do v′.events;
18. elseif mu˚zˇe nastat okamzˇiteˇ nebo pozdeˇji
19. v′′ = kopie v′;






Za´pis algoritmu sice vypada´ relativneˇ slozˇiteˇ ale za´kladnı´ mysˇlenka je vcelku jednoducha´. Je
vytvorˇen korˇenovy´ uzel stromu, ktery´ ma´ globa´lnı´ mode roven pocˇa´tecˇnı´mu globa´lnı´mu modu
syste´mu. Do mnozˇiny uda´lostı´ tohoto uzlu jsou nastaveny vsˇechny uda´losti platne´ v pocˇa´tecˇnı´m
stavu. Pote´ algortimus iteruje smycˇku, ktera´ vzˇdy volı´ listovy´ uzel, ktery´ se da´le pokousˇı´ rozsˇı´rˇı´
o skutecˇne´ho na´slednı´ka(resp. na´slednı´ky). Pro listovy´ uzel je zkouma´n jeho globa´lnı´ mode a
je zjisˇteˇno, ktere´ prˇechody jsou v dane´m okamzˇiku splnitelne´. Na za´kladeˇ teˇchto prˇechodu˚ je
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generova´na mnozˇina mozˇny´ch na´slednı´ku˚. Jejich globa´lnı´ mode je da´n jizˇ drˇı´ve popsanou re-
lacı´ Reach a mnozˇina uda´lostı´ je generova´na zavedeny´m zpu˚sobem. Pokud jsem byli schopni
urcˇit mnozˇinu mozˇny´ch na´slednı´ku˚, mu˚zˇeme jizˇ vy´sˇe nastı´neˇny´m zpu˚sobem vybudovat mnozˇinu
skutecˇny´ch na´slenı´ku˚. Prvky te´to mnozˇiny jsou pote´ vlozˇeny do vytva´rˇene´ho stromu a je pro neˇ
ponecha´n i uzel v separacˇnı´m grafu. Da´le na za´kladeˇ popsany´ch pravidel pro omezenou trajektorii
je nutno prˇi nulove´ separaci dvou uda´lostı´ zajistit deˇdeˇnı´ mnozˇiny uda´lostı´ z prˇedka tak, aby byly
dodrzˇeny podmı´nky uspokojenı´ spousˇteˇny´ch prˇechodu˚.
Byla popsa´na konstrukce vy´pocˇetnı´ho stromu, ktery´ reflektuje kompletnı´ omezenou vy´pocˇetnı´
trajektorii specifikace Modechart modelu. Je nutno demonstrovat a zave´st zpu˚sob, jaky´m je mozˇno
prˇeve´st tuto strukturu do podoby grafu s konecˇny´m pocˇtem uzlu˚. Toto na´m pote´ umozˇnı´ pouzˇitı´
jisty´ch postupu˚ umozˇnˇujı´cı´ch oveˇzˇenı´ logicky´ch tvrzenı´ vu˚cˇi takove´muto typu popisu. Na za´kladeˇ
zkouma´nı´ vy´pocˇetnı´ch stromu˚ bylo zjisˇteˇno, zˇe neˇktere´ podstromy vykazujı´ podobne´ vlastnosti.
Byly definova´ny techniky, ktere´ doka´zˇı´ najı´t uzly takove´, zˇe jejich podstromy jsou vza´jemneˇ iso-
morfnı´. Toto da´le umozˇnˇuje takove´to uzly sloucˇit a postupneˇ vytva´rˇet konecˇnou podobu ve formeˇ
vy´pocˇetnı´ho grafu. Da´le bylo doka´za´no, zˇe pro kazˇdy´ vy´pocˇetnı´ strom existuje po aplikaci detekce
isomorfismu jeho konecˇna´ grafova´ representace. Abychom mohli polozˇit, zˇe dva uzly a jejich pod-
stromy jsou isomorfnı´, musı´ by´t splneˇno pro uzly v a w na´sledujı´cı´:
1. Oba uzly musı´ mı´t stejny´ globa´lnı´ mode.
2. Mnozˇina uda´lostı´ musı´ by´t u uzlu˚ v a w totozˇna´.
3. Pro uzly v a w musı´ by´t splneˇna deq podmı´nka(distance equivalence condition)
Deq podmı´nka rˇı´ka´, zˇe pokud ma´me uzly v a w a jejich mnozˇinu mozˇny´ch na´slednı´ku˚ ∆ resp.
∆′, musı´ pro kazˇde´ A ∈ ∆ a B ∈ ∆′ platit:
distance(A, B) = distance(A′, B′)
distance(B, A) = distance(B′, A′)
Pokud pro zmı´neˇne´ uzly v a w platı´ vsˇechny trˇi zmı´neˇne´ podmı´nky, mu˚zˇeme prohla´sit jak uzly
samotne´, tak jejich podstromy za isomorfnı´. Pote´ jsme schopni dane´ dva uzly sloucˇit a to tak, zˇe
z prˇı´me´ho prˇedchu˚dce uzlu w vedeme hranu prˇı´mo do v. Jizˇ podle prˇedesˇle´ definice je tı´tmoto
zpu˚sobem realizovatelny´ prˇevod potencia´lneˇ nekonecˇne´ho vy´pocˇetnı´ho stromu do podoby kone-
cˇne´ho grafu.
V te´to podkapitole byl prˇiblı´zˇen vy´pocˇet specifikace Modechart modelu. Byla definova´na tra-
jektorie vy´pocˇtu a da´le i omezena´ trajektorie vy´pocˇtu, ktera´ dodrzˇuje cˇasova´ omezenı´ syste´mu.
Na´sledneˇ byla dodefinova´na kompletnı´ omezena´ trajektorie, ktera´ je reflektova´na vy´pocˇetnı´m stro-
mem syste´mu. Nastineˇn byl obecny´ algortimus prˇevodu modelu do formy vy´pocˇetnı´ho stromu a
da´le bylo uka´za´no, jak konstruovat separacˇnı´ graf a jaky´m zpu˚sobem lze na jeho za´kladeˇ rozhodnout
o skutecˇny´ch na´slednı´cı´ch uzlu. Popsa´n byl postup, ktery´ dovolı´ na za´kladeˇ analy´zy isomorfismu
podstromu˚ vy´pocˇetnı´ho grafu vytvorˇit jeho konecˇnou grafovou representaci. Tı´mto jsme schopni
vybudovat odpovı´dajı´cı´ vy´pocˇetnı´ model Modechart z jeho specifikace a v na´sledujı´cı´ podkapitole
bodou uka´za´ny postupy, jaky´mi lze oveˇrˇit platnost tvrzenı´ vu˚cˇi tomuto modelu.
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4.1.3 Analy´za vlastnostı´
V prˇedesˇle´ podkapitole bylo popsa´no, jaky´m zpu˚sobem lze prˇeve´st vy´pocˇetnı´ trajektorii modelu
specifikovane´ho pomocı´ Modechart do podoby vy´pocˇetnı´ho grafu. Bylo polozˇeno, zˇe tyto dva mo-
dely jsou ve sve´ podstateˇ ekvivalentnı´. Jaka´koliv vlastnost, ktera´ je platna´ ve vy´pocˇetnı´m grafu je
pravdiva´ i pro zdrojovy´ Modechart model. V te´to podkapitole bude nastı´neˇno jake´ vlastnosti lze
oveˇrˇit oproti vy´pocˇetnı´mu grafu.
Da´le popı´sˇeme dveˇ trˇı´dy cˇasovy´ch vlastnostı´ popsany´ch pomocı´ RTL pro ktere´ existujı´ jed-
noduche´ postupy oveˇrˇenı´ jejich platnosti vu˚cˇi vy´pocˇetnı´mu grafu. Je nejprve nutno zave´st urcˇite´
pojmy a definice.
Koncovy´ bod(endpoint) je da´n aplikacı´ vy´skytove´ funkce tvaru @(E, i ± k), kde E odpovı´da´
uda´losti, i je celocˇı´selnou promeˇnnou a c je neza´porne´ cele´ cˇı´slo.
Dva body jsou souvisejı´cı´, pokud oba obsahujı´ stejnou celocˇı´selnou promeˇnnou v indexu vy´-
skytove´ funkce. Pote´ @(E1, x) a @(E2, x + 8) jsou souvisejı´cı´mi body. Ale naprˇı´klad @(↓ A, i) a
@(↓ A, j) spolu nesouvisı´.
Pokud uvazˇujeme dveˇ uda´losti E1 a E2, mu˚zˇeme na jejich za´kladeˇ definovat interval. Polozˇme,
zˇe k1 a k2 jsou neza´porna´ cela´ cˇı´sla a i jecelocˇı´selna´ promeˇnna´. Pote´ interval cha´peme jako dvojici
souvisejı´cı´ch bodu˚ tvaru: @(E1, i ± k1) a @(E2, i ± k2)
Uvazˇujme vy´pocˇetnı´ graf G a dvojici uda´lostı´ souvisejı´cı´ch koncovy´ch bodu˚ E1 a E2. Cyklus
grafu zachova´va´ dvojici koncovy´ch bodu˚ pokud pocˇet bodu˚ oznacˇeny´ch E1 je roven pocˇtu bodu˚
oznacˇeny´ch E2. Na´sledneˇ vy´pocˇetnı´ graf G zachova´va´ RTL formuli pokud kazˇdy´ cyklus grafu za-
chova´va´ kazˇdou dvojici souvisejı´cı´ch koncovy´ch bodu˚.
V polynomia´lnı´m cˇase lze zjistit, jestli dva koncove´ body jsou zachova´ny. Vy´pocˇet zachova´va´
dvojici koncovy´ch bodu˚ obsahujı´cı´ch uda´losti E1 a E2 pokud platı´ jaky´koliv bod nı´zˇe:
1. E1 = E2, cozˇ znamena´, zˇe se jedna´ o stejne´ uda´losti.
2. E1 =→ M a E2 = M →, jenzˇ popisuje, zˇe uda´losti jsou vstupnı´ a vy´stupnı´ uda´losti stejne´ho
modu.
3. E1 = (S := true) a E1 = (S := false), cozˇ prˇedpokla´da´, zˇe tyto uda´losti jsou prˇechodovy´mi
uda´lostmi nad stejnou promeˇnnou.
4. E1 =↑ A a E2 =↓ A, jenzˇ popisuje, zˇe dane´ uda´losti jsou pocˇa´tecˇnı´ a koncovou uda´lostı´ stejne´
akce.
Na´sledneˇ budou popsa´ny dveˇ trˇı´dy RTL formulı´, pro ktere´ existuje rozhodovacı´ procedura, ktera´
urcˇı´ splnitelnost resp. nesplnitelnost.
Minima´lnı´ a maxima´lnı´ vzda´lenost mezi koncovy´mi body
Trˇida cˇasovy´ch omezenı´ specifikuje relativnı´ a absolutnı´ usporˇa´da´nı´, tak cˇasovou vzda´lenost mezi
souvisejı´cı´mi koncovy´mi body. Uvazˇujme dva souvisejı´cı´ koncove´ body e1 a e2 a neza´porne´ cele´
cˇı´slo k uda´vajı´cı´ cˇasovou vzda´lenost. RTL formule popisujı´cı´ vlastnost je ve tvaru ∃xF nebo ∀xF,
kde F je formule bez kvantifika´toru˚ s nerovnostmi tvaru:
e1 ± k ≤ e2.
Kazˇda´ tato formule mu˚zˇe by´t prˇevedena do tvaru, ktery´ specifikuje:
1. Minima´lnı´ cˇasovou vzda´lenost k mezi koncovy´mi body: k ≤ e2 − e1.
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2. Maxima´lnı´ cˇasovou vzda´lenost k mezi koncovy´mi body: e2 − e1 ≤ k.
Uvazˇujme, zˇe G je vy´pocˇetnı´m grafem a F je RTL formule specifikujı´cı´ minima´lnı´/maxima´lnı´
vzda´lenost mezi koncovy´mi body. Nı´zˇe jsou pro tyto dveˇ trˇı´dy uvedeny algoritmy, ktere´ dany´
proble´m rozhodnou. Pokud F je univerza´lneˇ kvantifikova´na, musı´me spustit prˇı´slusˇny´ algoritmus
pro vsˇechny body oznacˇenı´ E j v grafu G a musı´ by´t vzˇdy vra´ceno true aby cela´ formule byla
pravdiva´. Jinak pokud je formule F kvantifikova´na existencˇneˇ stacˇı´ aby prˇi nejmensˇı´m jeden beˇh
odpovı´dajı´cı´ho algoritmu nad bodem oznacˇeny´m E j vra´til true pro graf G aby byla dana´ formule
splneˇna.
Rozhodovacı´ procedury pro dane´ dveˇ trˇı´dy proble´mu˚ majı´ odpovı´dajı´cı´ tvar:
1. procedure check min distance(e 1, e 2, k, G, F)
2. najdi bod P oznacˇeny´ E j, kde 1 ≤ j ≤ n;
3. najdi vsˇechny odpovı´dajı´cı´ koncove´ body F rozvinutı´m kazˇde´ho
cyklu konstantnı´ pocˇet kra´t;
4. d := nejkratsˇı´ vzda´lenost mezi e 1 a e 2 v˜rozvinute´m grafu G;
5. if k˜ ≤ d pote´ return true; else return f alse;
1. procedure check max distance(e 1, e 2, k, G, F)
2. najdi bod P oznacˇeny´ E j, kde 1 ≤ j ≤ n;
3. najdi vsˇechny odpovı´dajı´cı´ koncove´ body F rozvinutı´m kazˇde´ho
cyklu konstantnı´ pocˇet kra´t;
4. d := nejdelsˇı´ vzda´lenost mezi e 1 a e 2 v˜rozvinute´m grafu G;
5. if d ≤ k pote´ return true; else return f alse;
Exkluze a inkluze koncove´ho bodu a intervalu
Tato trˇı´da cˇasovy´ch vlastnostı´ specifikuje inkluzi nebo exkluzi koncove´ho bodu nebo intervalu
v ra´mci jine´ho intervalu. K vy´razu prˇida´va´me celocˇı´selny´ offset a vznikne tvar: @(E, i ± k) ± c.
Uvazˇujme interval I1 s koncovy´mi body e1 a e2 a dalsˇı´ interval I2 s koncovy´mi body e3 a e4.
RTL formule F te´to trˇı´dy vlastnostı´ syste´mu je ve formeˇ:
QaQbe1 ≤ e3 ∧ e4 ≤ e2, kde Qa a Qb jsou kvantifika´tory pro index vy´skytu.
Zde je uvazˇova´no, zˇe iterval I1 obsahuje interval I2. Dalsˇı´m prˇı´padem je exkluze intervalu, cozˇ
znamena´, zˇe dany´ interval neobsahuje jiny´, zapsa´no:
QaQbe1 ≤ e3 ∨ e4 ≤ e2, kde Qa a Qb jsou kvantifika´tory pro index vy´skytu.
Typ algoritmu, ktery´ rozhodne pravdivost na za´kladeˇ vy´pocˇetnı´ho grafu a RTL formule specifi-
kujı´cı´ cˇasovou za´vislost za´lezˇı´ na druhu kombinaci kvantifika´toru˚ Qa a Qb. Take´ je zde nutno bra´t
v u´vahu jestli se jedna´ o operaci inkluze nebo exkluze intervalu. Uved’me prˇı´klad, zˇe pozˇadujeme
oveˇrˇit jestli neˇjaky´ interval I1 obsahuje instanci intervalu I2. Nejprve musı´me v grafu identifikovat
instanci intervalu I2. Da´le zjistı´me, jestli mu˚zˇeme najı´t interval I1, takovy´, zˇe obsahuje I2. Pokud
tomuto tak je, vracı´ rozhodovacı´ procedura hodnotu true. Pokud bychom chteˇli zjistit, jestli vsˇechny
intervaly I1 obsahujı´ instanci I2, museli bychom opakovat zmı´neˇny´ postup pro kazˇdy nalezeny´ in-
terval I2. Dalsˇı´ mozˇne´ kombinace kvantifika´toru˚ mohou by´t oveˇrˇeny velmi podobny´m zpu˚sobem.
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Dalsˇı´ trˇı´dy zjisˇt’ova´nı´ vlastnostı´
Na za´kladeˇ popsany´ch dvou trˇı´d lze pouzˇı´t jejich kombinaci pro specifikaci dalsˇı´ch rozsˇı´rˇenı´. Tyto
vlastnosti nemohou by´t vyja´drˇeny zˇa´dnou z dvou drˇı´ve popsany´ch trˇı´d bez dalsˇı´ch rozsˇı´rˇenı´. Uvazˇujme
dva prˇı´pady:
• Kazˇda´ instance intervalu α obsahuje instanci intervalu β a γ.
• Trˇi intervaly α, β a γ obsahujı´ kazˇdy dalsˇı´ ve vy´cˇtu. Cˇili interval α obsahuje interval β a da´le
tento obsahuje interval γ.
4.2 Rozhranı´ a funkcionality syste´mu
Tato kapitola je zameˇrˇena na popsa´nı´ navrhovane´ struktury programu. Byly bra´ny v u´vahu vsˇechny
pozˇadavky a omezenı´, ktera´ majı´ by´t kladena na vy´sledny´ syste´m. Navrhovane´ rˇesˇenı´ je plneˇ mo-
dula´rnı´ a rˇı´dı´ se klasicky´mi koncepty objektoveˇ orientovane´ho prˇı´stupu k analy´ze a na´vrhu syste´mu.
4.2.1 Definice blokove´ho sche´matu programu
Sche´ma na obra´zku 4.2 popisuje navrhovanou strukturu programu. Cı´lem je od zacˇa´tku vytvorˇit uni-
verza´lnı´ rozhranı´ pro specifikaci a na´slednou verifikaci syste´mu˚. Je kladen du˚raz na to aby vy´sledny´
program nebyl za´visly´ na pouzˇite´m formalismu popisu. Tudı´zˇ aby na modula´rnı´ ba´zı´ dovoloval vy-
tvorˇit jaky´koliv modul implementujı´cı´ uzˇivatelem definovane´ metodiky popisu. Da´le se specifikace
zameˇrˇuje na to aby bylo mozˇno do vy´sledne´ho graficke´ho rozhranı´ vkla´dat jake´koliv moduly rea-
lizujı´cı´ ru˚zne´ druhy vizualizace vy´sledku˚. Tyto moduly by vhodneˇ vyhodnocovaly a zobrazovaly
vy´sledky verifikace poskytovane´ zvoleny´m na´strojem pro oveˇrˇova´nı´ korektnosti syste´mu. Jednalo
by se naprˇı´klad o generova´nı´ statistik, vytva´rˇenı´ grafu˚ pru˚beˇhu, grafu˚ omezenı´ syste´mu, stromu˚
beˇhu syste´mu, stromu˚ vola´nı´ funkcı´ ap. Syste´m by nemeˇl by´t za´visly´ na zvolene´m na´stroji pro
na´slednou verifikaci. Proto je nutno aby bylo definova´no vhodne´ rozhranı´ pro komunikaci, nad
ktery´m jizˇ bude mozˇne´ vybudovat jaky´koliv komunikacˇnı´ protokol. Jako naprˇı´klad sı´t’ovy´, objek-
tovy´ nebo zalozˇeny´ na sdı´lene´ pameˇti.
4.2.2 Popis za´kladnı´ch bloku˚ a funkcionalit
Syste´m definuje dva´ klı´cˇove´ bloky programu jimizˇ je komponenta rˇı´dı´cı´ cele´ graficke´ uzˇivatelske´
rozhranı´ a pote´ samotne´ ja´dro syste´mu. Ja´dro obstara´va´ operace na nejnizˇsˇı´ u´rovni. Prova´dı´ ko-
munikaci pomocı´ vhodneˇ navrzˇene´ho rozhranı´ s verifikacˇnı´m na´strojem. Da´le ma na starost ma-
nipulaci s formulemi popisujı´cı´mi navrhovany´ syste´m. Jedna´ se jmenoviteˇ o principy umozˇnˇujı´cı´
generova´nı´ formulı´ z popisu syste´mu definovane´ho pomicı´ dane´ho formalismu. Tyto formule mo-
hou by´t pote´ vhodneˇ optimalizova´ny ru˚zny´mi druhy technik. Specifikova´ny by zde meˇly by´t take´
zpu˚soby umozˇnˇujı´cı´ praci s popisem verifikovane´ho syste´mu a to na nejnizˇsˇı´ u´rovnı´. Jmenoviteˇ
v za´vislosti na povaze zvolene´ho formalismu popisu se mu˚zˇe jednat naprˇ. o pra´ci se stromy, se-
znamy, poli bina´rnı´ch vektoru˚ atd. Uzˇivatel je schopen modula´rneˇ naprogramovat a vlozˇit do pro-
gramu jaky´koliv vhodny´ formalismus pro popis. Podmı´nkou je aby konkre´tneˇ implementoval al-
goritmy pro jizˇ drˇı´ve zmı´neˇne´ trˇi typy operacı´. A pote´ musı´ nabı´dnout postupy schopne´ definovat,
meˇnit a zobrazovat graficky´ model syste´mu. Ja´dro je stejneˇ jako modul pro GUI schopno vyuzˇivat
operace pro vstup a vy´stup, vypisovat ladı´cı´ informace a prˇistupovat ke globa´lnı´mu nastavenı´ pro-
gramu.
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Obra´zek 4.2: Blokove´ sche´ma programu.
Komponenta rˇı´dı´cı´ graficke´ uzˇivatelske´ rozhranı´ je propojena s verifikacˇnı´m na´strojem od ktere´ho
dosta´va´ informace o pru˚beˇhu a vy´sledku verifikace. Tyto informace jsou da´le smeˇrˇova´ny do rozhranı´
syste´mu pro spra´vu modulu˚, ktery´ je schopen obsluhovat jaky´koliv druh uzˇivatelem specifikovany´ch




5.1 Modularita a rozsˇirˇitelnost
Za´kladem kazˇde´ modernı´ aplikace je to, zˇe dodrzˇuje zavedene´ metodiky objektoveˇ orientovane´ho
na´vrhu. Mezi za´kladnı´ cˇa´sti na´vrhu a implementace jake´koliv aplikace by meˇlo patrˇit vyhodnocenı´
modularity a na´sledne´ rozsˇı´rˇitelnosti.
Pod pojmem modularity rozumı´me rozdeˇlenı´ aplikace do logicky´ch cˇa´stı´, ktere´ jsou mezi se-
bou minima´lneˇ za´visle´. Toto umozˇnı´ pohled na aplikaci z hlediska jejich dı´lcˇı´ch cˇa´stı´ a ne celku
samotne´ho. Nejcˇasteˇjsˇı´m prˇı´stupem, ktery´ rˇesˇı´ problematiku modularity je rozdeˇlenı´ aplikace do
neˇkolika mensˇı´ch za´suvny´ch modulu˚. Za´kladnı´m proble´mem je zde lokalizace za´suvny´ch modulu˚,
jejich nacˇı´ta´nı´, propojenı´ a prˇı´padne´ rˇesˇenı´ za´vislostı´. Aby nebylo potrˇeba tyto postupy zdlouhaveˇ
implementovat, tak vsˇechny zmı´neˇne´ proble´my by za na´s meˇla rˇesˇit specializovana´ aplikace. Jak
bude naznacˇeno da´le, k tomuto u´cˇelu je nejlepsˇı´ volit neˇktere´ z volneˇ dostupny´ch rˇesˇenı´.
Veˇtsˇina aplikacı´ vznika´ inkrementa´lneˇ tak, zˇe k za´kladnı´m funkcionalita´m jsou doda´va´ny nove´,
ktere´ rozsˇirˇujı´ jejı´ mozˇnosti. Mira a flexibilita te´to operace je popsa´na pomocı´ rozsˇirˇitelnosti. Po-
kud je produkt dostatecˇneˇ rozsˇirˇitelny´, minimalizuje se vlozˇene´ u´silı´, a tı´m i vynalozˇene´ financˇnı´
prostrˇedky. Je tudı´zˇ du˚lezˇite´, aby vy´sledna´ aplikace vhodneˇ a vcˇasneˇ reagovala na zmeˇnu na ni
kladeny´ch pozˇadavku˚.
5.1.1 Java Plugin Framework
Pro potrˇeby programu byl zvolen volneˇ dostupny´ produkt Java Plugin Framework. Bylo shleda´no,
zˇe jako jedno z ma´la rˇesˇenı´ nabı´zı´ kompromis mezi slozˇitostı´ a poskytovany´mi funkcionalitami.
Pouzˇitı´ tohoto frameworku ve znacˇne´ mı´rˇe zvy´sˇilo rozsˇirˇitelnost a modularitu vytva´rˇene´ aplikace.
V konecˇne´m du˚sledku to znamena´, zˇe vytvorˇenı´ jake´koliv dalsˇı´ soucˇa´sti nebo rozsˇı´rˇenı´ sta´vajı´cı´
bude velice jednoduche´ a flexibilnı´.
JPF framework je zalozˇen na konceptu za´suvny´ch modulu˚, ktere´ se snazˇı´ strukturovaneˇ aku-
mulovat ko´d a zdroje programu do jednoho ucelene´ho celku. Shlukova´nı´ ko´du a dat je prova´deˇno
na za´kladeˇ spolecˇny´ch a charakteristicky´ch rysu˚ a je taky dba´no na to aby za´vislost na dalsˇı´ch
za´suvny´ch modulech byla minima´lnı´. Rozsˇirˇitelnost za´suvny´ch modulu˚ o dalsˇı´ funkcionality je
zajisˇteˇna pomocı´ dvou konstrukcı´: bodu˚ rozsˇı´rˇenı´ (extension point) a rozsˇı´rˇenı´. Jednodusˇe rˇecˇeno, je
bod rozsˇı´rˇenı´ mı´stem za´suvne´ho modulu, kde implicitneˇ rˇı´ka´me, zˇe je mozˇno prˇipojit jiny´ rozsˇirˇujı´cı´
modul. Rozsˇı´rˇenı´ zase na druhou stranu popisuje mechanismus, ktery´m dany´ modul sdeˇluje, zˇe
mu˚zˇe nabı´zet implementaci jisty´ch sluzˇeb. Jednoduchy´m prˇı´kladem mu˚zˇe by´t modul, ktery´ prova´dı´
databa´zove´ operace a definuje bod rozsˇı´rˇenı´ pro u´cˇel napojenı´ modulu˚ implementujı´cı´ch trˇı´d pro da-
taba´zovou komunikaci. Pote´ mu˚zˇe existovat neˇkolik modulu˚, kde kazˇdy´ nabı´zı´ databa´zove´ spojenı´
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na databazi jine´ho vy´robce a tyto definujı´ rozsˇı´rˇenı´. Pote´ aplikace mu˚zˇe vyhledat a prˇipojit neˇkolik
ru˚zny´ch implementacı´ databa´zovy´ch spojenı´ a je nutno poznamenat, zˇe na´sledneˇ jizˇ nenı´ proble´m
kdykoliv dodat implementaci pro dalsˇı´ vy´robce DB.
Framework samotny´ nedefinuje jen tyto soucˇa´sti, ale musı´ poskytovat sluzˇby pro manipulaci
a spra´vu za´suvny´ch modulu˚. Za´suvny´ modul samotny´ zase na druhou stranu musı´ poskytnout
potrˇebne´ informace o sobeˇ. Vsˇechna klı´cˇova´ data jsou ulozˇena v XML souboru prˇı´mo spefikovane´ho
forma´tu (pomocı´ DTD). Poskytnuty´ch dat o modulu mu˚zˇe by´ opravdu mnoho, jelikozˇ na jejich
za´kladeˇ sluzˇby syste´mu prova´deˇjı´ analy´zu. Jmenoviteˇ se mu˚zˇe jednat o analy´zu konzistence stromu
za´suvny´ch modulu˚. Zde docha´zı´ ke zkouma´nı´ za´vislostı´ mezi moduly a to nejenom na za´kladeˇ
jme´na a typu modulu, ale take´ i jeho verze. Take´ docha´zı´ k oveˇrˇenı´ rozsˇı´rˇenı´, kde se kontroluje,
jestli byly deklarova´ny vcˇetneˇ vsˇech potrˇebny´ch parametru˚.
Obra´zek 5.1: Sche´ma sluzˇeb JPF [6].
Na obra´zku 5.1 je videˇt za´kladnı´ sche´ma nabı´zeny´ch sluzˇeb. Je patrne´, zˇe kromeˇ trˇı´ za´suvny´ch
modulu˚ zde lze identifikovat dalsˇı´ trˇi cˇa´sti a to jmenoviteˇ:
• Registr za´suvny´ch modulu˚ - spravuje informace o vsˇech nalezeny´ch modulech.
• Spra´vce za´suvny´ch modulu˚ - sluzˇba nacˇı´tajı´cı´ a aktivujı´cı´ za´suvne´ moduly.
• Spra´vce umı´steˇnı´ - je zodpoveˇdny´ za fyzicke´ nalezenı´ vsˇech zdroju˚.
Registr za´suvny´ch modulu˚ se stara´ o vsˇechna metadata nalezeny´ch modulu˚. Za´suvny´ modul
je registrova´n tak, zˇe jsou prˇeda´ny metainformace modulu specifikova´ny v jizˇ zminˇovane´ formeˇ
XML souboru. Pote´ mu˚zˇe by´t modul kdykoliv aktivova´n cˇi deaktivova´n. Vy´hodou je, zˇe tuto ope-
raci lze prova´deˇt nejen prˇi startu programu, ale i za jeho beˇhu. Tı´m pa´dem mu˚zˇeme hovorˇit o tzv.
hot plug-in. Spra´vce modulu˚ se pro zmeˇnu stara´ o fyzickou manipulaci. Umozˇnˇuje aktivaci modulu
zavedenı´m jeho inicializacˇnı´ trˇı´dy. Sluzˇba mu˚zˇe manipulovat se vsˇemi moduly, ktere´ majı´ sva´ me-
tadata zavedena´ v syste´mu. Dovoluje take´ spousˇteˇt a pozastavovat moduly za beˇhu, cˇı´mzˇ redukuje
mnozˇstvı´ programem alokovane´ pameˇti.
Na obra´zku 5.2 je ilustrova´n cely´ zˇivotnı´ cyklus aplikace. Cely´ proces je relativneˇ jednoduchy´
a lze jej popsat v neˇkolika krocı´ch:
• nacˇtenı´ konfigurace aplikace
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Obra´zek 5.2: Sche´ma zavadeˇcˇe JPF [6].
• shroma´zˇdeˇnı´ dostupny´ch za´suvny´ch modulu˚
• vytvorˇenı´n instance a inicializace beˇhove´ho porstrˇedı´ JPF
• publikova´nı´ (zavedenı´) nalezeny´ch modulu˚
• aktivace a spusˇteˇnı´ vy´chozı´ho modulu
• prˇi ukoncˇenı´ aplikace je potrˇeba korektneˇ deinicializovat cely´ framework
JPF Framework je vy´hodny´ v tom, zˇe jej bez veˇtsˇı´ch proble´mu lze pouzˇı´vat v rozsˇı´rˇeny´ch Java
editorech jako Netbeans nebo Eclipse. Da´le jsou pro kompilaci vyuzˇity Ant skripty, takzˇe program
lze na´sledneˇ kompilovat i z prˇı´kazove´ rˇa´dky. Moduly jsou representova´ny separatnı´mi Java balı´cˇky.
Do programu se na´sledneˇ prˇida´vajı´ tak, zˇe se jedna´ o metodou ZIP zabalene´ byteko´dy. Vy´hodne´
je take´ to, zˇe pro kazˇdy balı´cˇek lze automaticky vygenerovat JavaDoc dokumentace trˇı´d a metod.
S ohledem na vy´cˇet vsˇech benefitu˚ lze usuzovat, zˇe pouzˇitı´ JPF v implementovane´m programu je
celkem dobrou a rozumnou volbou.
5.2 Pouzˇitı´ JPF v implementaci
Pro potrˇebu modularity vyvı´jene´ho na´stroje byl zvolen framework JPF. Aplikace se skla´da´ z vy´chozı´ho
modulu Core, ktery´ se spustı´ po startu programu. Je inicializova´n subsyste´m pro nacˇı´ta´nı´ nastavenı´ a
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je zprovozneˇm syste´m pro registraci a zası´la´nı´ uda´lostı´ mezi moduly. Tento modul definuje rozsˇı´rˇenı´
Tool, pomocı´ ktere´ho lze prˇipojit jakoukoliv komponentu, ktera´ definuje bod rozsˇı´rˇenı´ dane´ho typu,
a to i za beˇhu programu. Pomocı´ tohoto rozsˇı´rˇenı´ je inicializova´n dany´ nacˇı´tany´ za´suvny´ modul a
jsou zı´ska´ny informace o neˇm. Na´sledneˇ je prˇida´n jako za´lozˇka do okna programu. Obecneˇ lze
prˇipojit jaky´koliv typ modulu, ktery´ definuje libovolne´ chova´nı´. Komunikace mezi moduly probı´ha´
na za´kladeˇ zası´la´nı´ uda´lostı´, pomocı´ ktery´ch lze prˇeda´vat cokoliv.
Na´vrh syste´mu je tedy proveden tak, aby byla zajisˇteˇna maxima´lnı´ rozsˇirˇitelnost. Da´le je hlavnı´
modul neza´visly´ na chova´nı´ nacˇı´tany´ch soucˇa´stı´ a nabı´zı´ jim urcˇiteˇ vyuzˇitelne´ sluzˇby. Chova´nı´
modulu˚, jak jizˇ bylo zmı´neˇno je plneˇ v rezˇii programa´tora.
5.3 Subsyste´m zası´la´nı´ uda´lostı´
Jelikozˇ moduly jsou mezi sebou plneˇ neza´visle´ bylo nutno vyvinout prˇı´stup, ktery´ umozˇnı´ ro-
zumny´m zpu˚sobem prˇeda´vat data a notifikace. Proto byl zvolen model zalozˇeny´ na zası´lanı´ uda´lostı´.
Byly zva´zˇeny vsˇechny mozˇne´ alternativy nabı´zene´ jazykem Java. Na´sledneˇ bylo zvoleno nejprˇija-
telneˇjsˇı´ rˇesˇenı´.
Prvnı´m prˇı´stupem, ktery´ byl uvazˇova´n bylo vyuzˇitı´ jizˇ sta´vajı´cı´ch trˇı´d pro zası´la´nı´ uda´lostı´. Ty
fungujı´ na principu takove´m, zˇe pro kazˇdou uda´lost je vytvorˇen specia´lnı´ objekt, do ktere´ho je
registrova´na obsluzˇna´ metoda. Tento prˇı´stup je sice prˇijatelny´, ale pokud by syste´m byl postaven
na masivnı´m zası´la´nı´ uda´losti, je proble´m v tom, zˇe pocˇet objektu˚ starajı´cı´ch se o obsluhu bude
obrovsky´. Na´sledneˇ v tomto prˇı´stupu neexistuje mozˇnost aby pro prˇı´jem jednoho typu uda´losti bylo
registrova´no vı´ce obsluzˇny´ch metod, naprˇı´klad ru˚zny´ch modulu˚.
Z du˚vodu znacˇny´ch nevy´hod nativnı´ho rˇesˇenı´ bylo prˇikrocˇeno k rˇesˇenı´ vlastnı´mu. Byl vytvorˇen
subsyste´m umozˇnˇujı´cı´ registraci pro odbeˇr uda´lostı´ a take´ jejich zası´la´nı´. Programa´tor je schopen
definovat vlastnı´ trˇı´du uda´losti a prˇirˇadit typ rˇeteˇzcem. Na´sledneˇ mu˚zˇe kazˇdy modul vyuzˇivajı´cı´ sub-
syste´m pro zası´la´nı´ uda´lostı´ registrovat obsluzˇnou metodu pro dany´ typ uda´losti. To da´le umozˇnˇuje
odeslat uda´lost vı´ce registrovany´m prˇı´jemcu˚ najednou. Z pohledu implementace si trˇı´da pro pra´ci
s uda´lostmi vede seznam jejich typu˚ a obsluzˇny´ch metod. Umozˇnı´ prˇida´nı´ nove´ho typu uda´losti
nebo registraci obsluzˇne´ metody pro dany´ typ. Na´sledneˇ prˇi pozˇadavku o zasla´nı´ uda´losti jsou
vola´ny vsˇechny registrovane´ obsluzˇne´ metody objektu˚ pro dany´ typ zpra´vy. Je zde vyuzˇito toho,
zˇe jazyk Java dovoluje volat metody a prˇeda´vat jim parametry dokonce i v dobeˇ beˇhu programu.
5.4 Modul pro tvorbu Modechart modelu˚
Prvnı´m prˇı´davny´m modulem, ktery´ je nacˇten ja´drem syste´mu prˇi jeho startu je subsyste´m, ktery´
umozˇnˇuje pra´ci s Modechart spedifikacı´ modelu. Je zde mozˇno graficky navrhnout syste´m pomocı´
nakreslenı´ hierarchicke´ struktury modu˚ a vedenı´ prˇechodu˚ mezi nimi. Uzˇivatel mu˚zˇe pote´ u kazˇde´ho
druhu entity nastavit jejı´ parametry jako jsou jme´no, typ, prˇechodove´ podmı´nky atd. Specifikaci lze
na´sledneˇ ulozˇit nebo nacˇı´st do/z XML souboru vybrane´ho forma´tu.
Tato kapitola prˇiblı´zˇı´ za´kladnı´ koncepty a techniky vyuzˇite´ v tomto modulu. Jsou nastı´neˇny
principy na´vrhove´ho vzoru MVC, na jehozˇ za´kladeˇ vznikla graficka´ a modelova´ cˇa´st aplikace. Pote´
je popsa´n XML typ souboru a je prˇiblı´zˇen prˇı´stup k zpracova´nı´ XML souboru˚ ru˚zny´mi technikami
v jazyce Java. Jsou uvedeny vy´hody i nevy´hody kazˇde´ takove´to alternativy.
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5.4.1 MVC pro pra´ci s modelem
MVC je jednı´m z nejpouzˇı´vaneˇjsˇı´ch architektonicky´ch vzoru˚, ktery´ je nejen vyuzˇit v desktopovy´ch
aplikacı´ch, ale take´ v prostrˇedı´ internetovy´ch aplikacı´. Hlavnı´m cı´lem je rozdeˇlenı´ uzˇivatelske´ho
rozhranı´, jakozˇto prvku˚ graficke´ uzˇivatelske´ interakce, od datove´ho modelu a aplikacˇnı´ logiky, ktera´
prova´dı´ pozˇadovane´ akce. To ma´ za na´sledek, zˇe zmeˇnou jake´koliv takto dekomponovane´ cˇa´sti nenı´
potrˇeba prova´deˇt za´sadnı´ za´sahy do ko´du samotne´ho. Hlavnı´mi prvky tohoto vzoru jsou:
• Model (model), cozˇ je specificka´ representace informacı´ zpracova´vany´ch aplikacı´.
• Pohled (pohled), ktery´ prˇeva´dı´ data modelu do podoby vhodne´ k interaktivnı´ prezentaci
uzˇivateli.
• Controller (rˇadicˇ), ktery´ reaguje na uda´lostı´ (typicky pocha´zajı´cı´ od uzˇivatele) a zajisˇt’uje
potrˇebne´ zmeˇny v modelu nebo pohledu.
Obra´zek 5.3: Za´kladnı´ sche´ma na´vrhove´ho vzoru MVC [8].
Na obra´zku 5.3 je presentva´no za´kladnı´ sche´ma propojenı´ komponent tohoto vzoru. Klasicke´
cˇa´ry popisujı´ prˇı´mou asociaci a prˇerusˇovane´ cˇa´ry asociaci neprˇı´mou. Koncept MVC mu˚zˇe by´t rea-
lizova´n ru˚zny´mi zu´u˚soby, ale obecneˇ platı´ na´sledujı´cı´ princip:
1. Uzˇivatel provede jistou operaci v uzˇivatelske´m rozhranı´ (naprˇ. klik tlacˇı´tka mysˇi).
2. Rˇadicˇ obdrzˇı´ informaci o provedenı´ te´to akce.
3. Rˇadicˇ v prˇı´padeˇ potrˇeby zaktualizuje model na za´kladeˇ provedene´ uzˇivatelske´ akce (naprˇ.
prˇida´ novou entitu).
4. Model je jen jiny´m na´zvem pro dome´novou vrstvu, ktera´ je schopna´ zpracovat zmeˇneˇna´ data.
5. Komponenta pohled pouzˇı´va´ zaktualizovany´ch dat modelu pro zobrazenı´ pozmeˇneˇny´ch in-
formacı´. Komponenta pohled zı´ska´va´ data prˇı´mo z modelu, kde model nepotrˇebuje zˇa´dne´
informace o komponenteˇ pohledu a je na nı´ absolutneˇ neza´visly´. Nicme´neˇ je mozˇne´ pouzˇı´t
na´vrhovy´ vzor pozorovatel, ktery´ umozˇnı´ modelu informovat o sve´ zmeˇneˇ jake´koliv registro-
vane´ komponenty.
6. Uzˇivatelske´ rozhranı´ cˇeka´ na dalsˇı´ akci uzˇivatele a tı´m se cyklus bodu˚ opakuje.
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5.4.2 Vyuzˇitı´ MVC v programu
Vyvinuty´ za´suvny´ modul ma´ hlavneˇ za u´kol umozˇnit uzˇivatelskou interakci s vytva´rˇeny´m modelem.
Hlavnı´ okno se zkla´da´ z komponenty, na kterou je umozˇneˇno kreslit a da´le z menu, kde lze vybrat
typ na´stroje. Jsou definova´ny tyto trˇi typy:
• Vy´ber entity, pricˇemzˇ po znacˇenı´ mysˇı´ jake´koliv entity dojde k zobrazenı´ informacı´ o nı´.
• Kreslenı´ modu, s nı´mzˇ lze na za´kladeˇ kliku, tazˇenı´ a uvolneˇnı´ leve´ho tlacˇı´tka mysˇi vlozˇit do
obra´zku novy´ mode.
• Kreslenı´ prˇechodu, kde je umozˇneˇno klikem leve´ho tlacˇı´tka mysˇi na mode vlozˇit pocˇa´tecˇnı´
bod, da´le pra´vym klikem tlacˇı´tka mu˚zˇe uzˇivatel umı´stit dalsˇı´ body a na´sledneˇ levy´m klikem
na mode vlozˇı´ koncovy´ bod prˇechodu.
Vsˇechny uzˇivatelske´ akce jsou smeˇrˇova´ny do rˇadicˇe, ktery´ provede prˇedepsane´ akce, ktery´mi
mu˚zˇe by´t zmeˇna pohledu nebo modelu. Prˇi oznacˇenı´ entity modelu je mozˇne´ pozmeˇnit informace
o nı´. Kazˇda´ entita ma´ svou vlastnı´ mnozˇinu atributu˚, ktere´ ktery´ch mu˚zˇe naby´vat. Data jsou nacˇı´ta´na
z modelu a po jejich pozmeˇneˇnı´ jsou znovu ulozˇena v modelu. Pro jednotlive´ entity jsou definova´ny
na´sledujı´cı´ atribury. Entita typu mode definuje:
• Jedinecˇny´ na´zev modu.
• Typ modu - bud’ se´riovy´ nebo paralelnı´.
• Potecˇnı´ stav - uda´va´ jestli je mode pocˇa´tecˇnı´m stavem sve´ho rodicˇe.
• Textovy´ popis modu.
Na´sledneˇ pro entitu typu prˇechod jsou definova´ny atributy v za´vislosti na jeho typu, kde se mu˚zˇe
jednat o cˇasovany´ nebo spousˇteˇny´ prˇechod. Proto je mnozˇina rozsa´hlejsˇı´ a obsahuje:
• Textovy´ popis prˇechodu.
• Pokud se jedna´ o cˇasovany´ prˇechod tak:
– Spodnı´ cˇasovou hranici.
– Hornı´ cˇasovou mez.
• Pro spousˇteˇny´ prˇechod jsou definova´ny podmı´nky v konjunktnı´m tvaru, kde kazˇda´ z nich
mu˚zˇe by´t:
– Vstupnı´ uda´lostı´ tvaru→ MODE1.
– Vy´stupnı´ uda´lostı´ definova´nou jako MODE1→.
– Uda´lostı´ prˇechodovou formy MODE1→ MODE2
Takto vypada´ model za´suvne´ho modulu z pohledu uzˇivatele, nynı´ je potrˇeba zmı´nit imple-
mentacˇnı´ cˇa´st rˇesˇenı´ cele´ho proble´mu. Pohled je propojen s modelem a pozorovatelem. Pro tlacˇı´tka
vy´beˇru na´stroje je definova´n na´vrhovy´ vzor pozorovatel, ke ktere´mu je registrova´n rˇadicˇ a na
za´kladeˇ obdrzˇeny´ch informacı´ je schopen volit potrˇebne´ kroky. Vsˇechny uda´losti jako kliky cˇi tazˇenı´
mysˇi jsou smeˇrˇova´ny take´ do rˇadicˇe, ktery´ doka´zˇe pozmeˇnˇovat grafickou podobu komponent, jako
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naprˇı´klad jejich barvu cˇi pozici. Z modelu zase na druhou stranu jsou nacˇı´ta´ny hodnoty atributu˚,
ktere´ mohou by´t zmeˇneˇny a po potvrzenı´ tohoto kroku zpeˇtneˇ ulozˇeny.
Jednotlive´ entity v pozorovateli vycha´zejı´ z ba´zove´ho rozhranı´ IMGUIDrawable, ktere´ definuje
metody pro zjisˇteˇnı´ aktivity, typu objektu a pru˚niku bodu s dany´m objektem. Da´le je zde definova´na
metoda execute, jejı´zˇ implementacı´ kazˇdy´ podeˇdeˇny´ objekt definuje svou grafickou podobu. Vpro-
gramu jsou definova´ny trˇi typy objektu˚ graficky´ch komponent:
• MGUIDrawableMode, representujı´cı´ cˇtverec modu.
• MGUIDrawableTrans, ktery´ popisuje prˇechod mezi mody.
• MGUIDrawableTransKnot, jenzˇ je dı´ky pouzˇitı´ na´vrhove´ho vzoru composite soucˇa´stı´ trˇı´dy
prˇechodu a definuje jednotlive´ jeho dı´lcˇı´ body.
Vsˇechny trˇı´dy implementujı´ metodu pro sve´ vykreslenı´ a da´le i pro zjisˇteˇnı´ aktivity. Dalsˇı´
metoda, ktera´ je nesmı´rneˇ du˚lezˇita´, je zjisˇteˇnı´ pru˚niku z bodem a na jejim za´kladeˇ je nalezen
po kliku mysˇi oznacˇeny´ objekt. Pro vykreslova´nı´ jednotlivy´ch entit je vyuzˇito na´vrhove´ho vzoru
command. Ten uchova´va´ ve vektoru reference na vsˇechny vykreslovane´ objekty a na´sledneˇ, pokud
je potrˇeba je schopen postupneˇ zavolat metodu execute nad vsˇemi graficky´mi entitami a najed-
nou je vsˇechny vykreslit do obra´zku. Pro vizualizaci je vyuzˇito pla´tno, ktere´ je implementova´no
trˇı´dou MGUIJPanel podeˇdeˇnou ze standardnı´ Java trˇı´dy JPanel. V te´to trˇı´deˇ je prˇeteˇzˇena metoda
paint a je zde pro vykreslova´nı´ prvku˚ pouzˇita jizˇ drˇı´ve zmı´neˇna´ trˇı´da MGUIDrawableCmd. Je take´
podporova´na technologii double bufdering, takzˇe ne vzˇdy jsou vykreslova´ny vsˇechny prvky. Proto
naprˇı´klad prˇi kreslenı´ nove´ho prˇechodu je ulozˇena kopie obra´zku na neˇj se jen vykresluje graficky´
objekt postupneˇ jak meˇnı´ sourˇadnice. Pro u´cˇely mozˇnosti zmeˇny informacı´ o entiteˇ je definova´na
trˇı´da MGUIPropertiesTab, ktera´ je schopna´ do prˇedem definovany´ch polı´cˇek nacˇı´st informace
o atributech entity. Na´sledneˇ po potvrzenı´ zmeˇn jsou data zpeˇtneˇ ulozˇena do modelu.
Vsˇechny uda´losti vyvstale´ v pohledu jsou smeˇrˇova´ny do rˇadicˇe. Zde se nacha´zı´ veˇtsˇina lo-
giky programu, jelikozˇ na za´kladeˇ vyhodnocenı´ uda´lostı´ jsou voleny konkre´tnı´ kroky. Nejslozˇiteˇjsˇı´
soucˇa´stı´ je model, v neˇmzˇ jsou ulozˇeny vsˇechny za´sadnı´ a podstatne´ informace. Model specifikuje
dveˇ za´kladnı´ trˇı´dy MDModeManager a MDTransManager. Prvnı´ z nich obsahuje stromovou struk-
turu modu˚ a umozˇnˇuje prova´deˇt operace nad nimi. Dalsˇı´ trˇı´da definuje vektor prˇechodu˚ a nabı´zı´
operace, ktere´ lze nad nimi prova´deˇt. Pro jednotlive´ entity jsou vytvorˇeny objekty:
• MDMode, representujı´cı´ mode vcˇetneˇ dat o neˇm.
• MDTrans, ktery´ popisuje prˇechod mezi mody a obsahuje potrˇebne´ informace o neˇm.
Pro kazˇdou entity jsou definova´ny trˇı´dy podeˇdeˇne´ z IEntityProperty, ktere´ definujı´ mnozˇiny
atributu˚ entity a jejich hodnoty. Jmenoviteˇ se jedna´ o MDModeProperty obsahujı´cı´ jme´no, typ, po-
pis a hodnotu jestli se jedna´ o pocˇa´tecˇnı´ stav. Pro prˇechod je definova´na trˇı´da MDTransProperty,
ktera´ obsahuje informace o typu prˇechodu a na´sledneˇ bud’ cˇasove´ nebo spousˇteˇcı´ podmı´nky. Hod-
noty takovy´chto objektu˚ pote´ mohou by´t meˇneˇny uzˇivatelem v graficke´m rozhranı´ pohledu.
5.4.3 XML forma´t ulozˇenı´ modelu
Tento modul umozˇnˇuje tvorbu modelu˚ realtime syste´mu˚ a je nutno zhodnotit do jake´ho forma´tu
souboru bude mozˇno data ukla´dat. Je nutno bra´t ohled na to, aby pouzˇity´ prˇı´stup byl jednoduchy´
na implmentaci a co nejle´pe vyuzˇil jizˇ existujı´cı´ na´stroje nabı´zene´ jazykem Java. Model sa´m o sobeˇ
je velice komplexnı´ a skla´da´ se z mnoha cˇa´stı´. Obecneˇ lze ale proble´m specifikovat tak, zˇe se po-
kousˇı´me ulozˇit data o uzlech a hrana´ch mezi nimi a reflektovat hierarchickou strukturu. Pokud jesˇteˇ
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uvazˇujeme pouzˇitı´ na´vrhove´ho vzoru MVC, skla´da je model nejen z teˇchto dat ale take´ z informacı´
o graficke´ podobeˇ prvku˚. Proto mu˚zˇeme rozdelit ukla´dana´ data podle jejich druhu a typu entit, ktere´
popisujı´. Lze soudit, zˇe musı´me ukla´dat tyto informace:
• Uzly modelu a jejich hierarchicke´ ulozˇenı´.
• Data prˇechodu˚ mezi uzly.
• Data modelu jako naprˇ. jme´no, typ cˇi prˇechodove´ podmı´nky.
• Graficke´ aspekty jako pozice bodu˚ obdelnı´ku Modechart modu nebo body prˇechodu˚.
Je nutno poznamenat, zˇe kazˇdy´ typ entity ma´ neˇktere´ atributy stejne´ a cˇa´st odlisˇnou. Proto pro
tento u´cˇel byl zvolen forma´t souboru XML. Tento dovoluje specifikovat hierarchickou strukturu, cozˇ
bude oceneˇno prˇi ukla´da´nı´ stromu Modechart modu˚. A take´ umozˇnı´ definovat ru˚zne´ typy polozˇek
pro kazˇdou ukla´danou entitu.
Pouzˇitı´ XML v jazyce Java
Existujı´ dva rozdı´lne´ zpu˚soby analy´zy XML v jazyce Java: SAX a DOM. SAX je zkratkou pro
Simple API for XML a umozˇnˇuje interpretaci znacˇek XML v datech tak, jak na neˇ parser postupneˇ
nara´zˇı´. Jiny´mi slovy pokud parser na XML znacˇku, zavola´ obsluzˇnou metodu, ktera´ se postara´
o zpracova´nı´. Je na programa´torovi, jake´ na´sledne´ akce provede. DOM je na´sledneˇ zkratnou pro
Document Object Model. Nejedna´ se striktneˇ o API, ny´brzˇ o popis organizace elementu˚ XML
dokumentu. Pokud je dokument analyzova´m DOM parserem, je vytvorˇen objekt typu Document,
ktery´ obsahuje vsˇechna data, ktera´ byla definova´na v XML dokumentu.
Kazˇdy´ z jmenovany´ch prˇı´stupu˚ ma´ sve´ vy´hody i nevy´hody a za´lezˇı´ jen na situaci a u´cˇelu
vyuzˇitı´, ktery´ prˇı´stup zvolit. Naprˇı´klad pokud programa´tor, bude chtı´t zpracova´cat velke´ soubory
rˇa´du desı´tek megabytu˚, pravdeˇpodobneˇ zvolı´ SAX, jelikozˇ prˇı´stup pomocı´ DOM musı´ nacˇı´st cely´
dokument do pameˇti, cozˇ samozrˇejmeˇ znamena´ znacˇne´ zpomalenı´.
SAX pouzˇı´va´ model interpretace na za´kladeˇ zası´la´nı´ uda´lostı´. SAX parser postupneˇ cˇte XML
dokument a pokud narazı´ na rozumna´ data, zavola´ obsluzˇnou metodu. Obsluzˇna´ metoda vycha´zı´
z jizˇ definovany´ch prototypu˚ a zastrˇesˇuje uzˇitecˇny´ ko´d, ktery´ na za´kladeˇ dat elementu prova´dı´
zamy´sˇlene´ akce. SAX informuje o kazˇde´m startujı´cı´ a ukoncˇujı´cı´ znacˇce cˇi znaku dat v ra´mci
elementu. Take´ hla´sı´ chyb, pokud na neˇjake´ prˇi cˇtenı´ dokumentu narazı´. Mu˚zˇe se naprˇı´klad jed-
nat o neplatne´ znaky nebo neukoncˇenı´ znacˇky. Tento typ prˇı´stupu je nejuzˇitecˇneˇjsˇı´, kdyzˇ je potrˇeba
analyzovat velice velky´ XML soubor a je potrˇeba zı´skat jen cˇa´st uzˇitecˇny´ch dat. Pokud je potrˇeba
prohledat XML strom z du˚vodu nalezenı´ urcˇity´ch dat, tento prˇı´stup je velice rychly´.
DOM parser musı´ nacˇı´st cely´ soubor prˇed tı´m, nezˇ lze zı´skat uzˇitecˇna´ data. Vytvorˇı´ hierarchic-
kou internı´ representaci XML obsahu s pouzˇitı´m Java trˇı´d. XML ma´ strukturu stromu, kde hlavnı´
znacˇka dokumentu je korˇenem a vnorˇene´ znacˇky jsou potomky. DOM pracuje take´ na principu
stromu a plneˇ reflektuje rierarchii zdrojove´ho souboru. Po nacˇtenı´ souboru je vytvorˇen objekt Do-
cument, ktery´ obsahuje objekty vycha´zejı´cı´ z rozhranı´ Node, jenzˇ representujı´ jednotlive´ potomky.
Z rozhranı´ Node jsou vytvorˇeny ru˚zne´ dalsˇı´ trˇı´dy. Nejcˇasteˇjsˇı´ implementacı´ je trˇı´da Element, ktera´
popisuje znacˇku nebo dvojici znacˇek XML dokumentu. Dalsˇı´mi trˇı´dami jsou naprˇı´klad Comment,
Text, CDATASection, Character a mnoho dalsˇı´ch. Trˇı´da Element mu˚zˇe obsahovat synovske´ uzly
prˇedstavujı´cı´ znacˇky a data obsazˇena´ mezi pocˇa´tkem a koncem znacˇky.
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Implemtace podpory XML v programu
Pro u´cˇel programu byl zvolen XML parser, jelikozˇ na rozdı´l od SAX prˇı´stupu umozˇnˇuje i flexibilnı´
vytva´rˇenı´ novy´ch dokumentu˚. Proto v na´sledne´ implementaci je cˇtenı´ i za´pis XML realizovaa´n
pomocı´ DOM. Vytvorˇenı´ dokumentu z Modechart modelu je velice jednoduche´, jelikozˇ se jedna´
o opacˇny´ postup ke cˇtenı´ souboru a DOM nabı´zı´ mozˇnost postupne´ konstrukce stromu XML.
Na za´kladeˇ analy´zy byla zvolena vhodna´ struktura dokumentu, ktery´ je rozdeˇlen do dvou za´k-
ladnı´ch cˇa´stı´: modes a transitions. Tı´mto docha´zı´ k rozdeˇlenı´ dokumentu na dveˇ cˇa´sti s ohledem
na uvazˇovane´ entity. Da´le v ra´mci kazˇde´ polozˇky jsou ve znacˇce properties ulozˇena data MVC a
to jmenoviteˇ model a view. Kazˇdy´ typ polzˇky ale definuje ru˚zna´ obsazˇena´ data. Na´sledneˇ z du˚vodu
reflektova´nı´ hierarchicke´ struktury je v entiteˇ mode definova´na zacˇka children, ktera´ obsahuje prˇı´me´
potomky.
Typ entity mode obsahuje tyto polozˇky:
• Sourˇadnice obdelnı´ku modechart v jeho graficke´ representaci.
• Data modelu jako:
– Jme´no modu.
– Informace o tom, jestli se jedna´ o pocˇa´tecˇnı´ mode.
– Typ modu, bud’ paralelnı´ nebo se´riovy´.
– Textovy´ popis.
V ra´mci definice entity typu prˇechod lze take´ definovat na´sledujı´cı´:
• Sourˇadnice vsˇech bodu˚ prˇechodu.
• Data modelu jako:
– Vy´chozı´ a cı´lovy´ mode.
– Textovy´ popis entity.
– Typ prˇechodove´ uda´losti. Pokud se jedna´ o cˇasovanou uda´lost tak spodnı´ a hornı´ cˇasovou
hranici. Jestlizˇe jde o spousˇteˇny´ prˇechod je obsazˇen vy´cˇet vsˇech konjunktnı´ch uda´lostı´.
Program plneˇ vyuzˇı´va´ mozˇnostı´ jazyku Java pro pra´ci s XML a take´ je cˇerpa´nu ze vsˇech vy´hod
tohoto prˇı´stupu k popisu dokumentu˚. Subsyste´m pro pra´ci s XML byl u´speˇsˇneˇ testova´n a to i na
rozsa´hlejsˇı´ch modelech obsahujı´cı´ch mnoho entit. Jak bylo zjisˇteˇno, vy´sledne´ modely zabı´rajı´ mı´sto
na disku v rozmezı´ cca. 10-20Kb, cozˇ je velice prˇijatelna´ velikost souboru.
5.5 Modul pro analy´zu a verifikaci
V te´to kapitole je prˇiblı´zˇena struktura a funkcionality modulu nabı´zejı´cı´ho analy´zu a verifikaci
modelu specifikovane´ho formalismem Modechart. Jsou popsa´ny funkcionality nabı´zene´ graficky´m
uzˇivatelsky´m rozhranı´m. Na´sledneˇ jsou prˇiblı´zˇeny vizua´lnı´ vlastnosti separacˇnı´ho a vy´pocˇetnı´ho
grafu. Na´stı´neˇna je take´ jejich internı´ struktura a zpu˚sob konstrukce. Da´le je popsa´n zpu˚sob imple-
mentace algortimu pro prˇevod Modechart modelu do podoby zmı´neˇny´ch grafu˚. Je uka´zano, jaky´m
zpu˚sobem lze prova´deˇt verifikaci formulı´ RTL logiky oproti vytvorˇene´mu modelu. Dalsˇı´m obsa-
hem kapitoly je popis prˇı´stupu ke generova´nı´ formulı´ RTL logiky ze zı´skane´ho modelu pro u´cˇel
na´sledne´ho zpracova´nı´ dalsˇı´mi na´stroji. Modul take´ umozˇnˇuje vy´pis statistik, proto i popis tohoto
je zahrnut do na´sledujı´cı´ho textu.
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5.5.1 Graficke´ aspekty a funkcionality
Graficke´ rozhranı´ se skla´da´ ze dvou hlavnı´ch cˇa´sti jimizˇ jsou visualizace grafu˚ a ovla´dacı´ prvky.
Jsou vhodneˇ graficky zobrazeny separacˇnı´ a vy´pocˇetnı´ graf a lze mezi nimi libovolneˇ prˇepı´nat. Na
leve´ straneˇ je nacha´zejı´ ovla´dacı´ prvky. Stisknutı´m tlacˇı´tka je mozˇno vygenerovat grafy ze speci-
fikace otevrˇene´ v modulu pro na´vrh Modechart. Dalsˇı´ tlacˇı´tko spouzˇı´ pro spusˇteˇnı´ verifikacˇnı´ho
na´stroje, jimzˇ lze oveˇzˇit formule oproti grafu˚m syste´mu. Poslednı´m tlacˇı´tkem je mozˇno zobrazit
prˇehledne´ statistiky. Existujı´ take´ trˇi zasˇkrka´vacı´ polı´cˇka, ktere´ umozˇnˇujı´ specifikovat jake´ typy en-
tit se v grafech mohou zobrazovat. Jejich vhodny´m nastavenı´m se grafy mohou sta´vat prˇehledneˇjsˇı´.
Jak vypada´ graficke´ rozhranı´ modulu je uka´za´no na obra´zku 5.4.
Obra´zek 5.4: Hlavnı´ okno modulu pro analy´zu a verifikaci.
5.5.2 Tvorba CG grafu
Vy´pocˇenı´ graf plneˇ vystihuje vsˇechny mozˇne´ vy´pocˇetnı´ posloupnosti syste´mu. Tyrkysovou barvou
jsou zvy´razneˇny isomorfnı´ uzly a hrany. Cˇervena´ barva za to specifikuje uzly nedosazˇitelne´. K po-
pisu uzlu patrˇi cˇtyrˇi za´kladnı´ atributy:
• Globa´lnı´ konfigurace.
• Mnozˇina uda´lostı´ uzlu.
• Prˇechodova´ uda´lost, ktera´ zpu˚sobila vstup do uzlu.
• Cˇislo prˇechodove´ uda´losti separacˇnı´ho grafu.
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Na za´kladeˇ tohoto grafu lze zkoumat chova´nı´ syste´mu a vizua´lneˇ oveˇrˇit jeho funkcˇnost. Bohuzˇel
u veˇtsˇı´ch modelu˚ jsou grafy rozsa´hle´, proto pro oveˇrˇenı´ funkcˇnosti nezby´va´ nezˇ sa´hnout po veri-
fikacˇnı´m na´stroji. Jak jizˇ bylo zmı´neˇno tyrkysova´ barva, zde vystihuje isomorfnı´ uzly, cˇili takovı´,
ktere´ byly sloucˇeny s neˇjaky´m jiny´m uzlem z du˚vodu toho, zˇe podstromy teˇchto dvou zlu˚ jsou
isomorfnı´. Nedosazˇitelne´ uzly specifikujı´ stavy, do ktery´ch se syste´m mohl dostat, ale porusˇil by
cˇasova´ integritnı´ omezenı´. Jedna´ se tedy o mozˇne´ na´slednı´ky, kterˇı´ ale nebyli vybra´nı´ za skutecˇne´.
Tento graf je postupneˇ budova´n jizˇ drˇı´ve popsany´m algoritmem prˇevodu a je uka´za´n na obra´zku 5.4.
5.5.3 Separacˇnı´ graf
Separacˇnı´ graf je velice du˚lezˇitou komponentou, ktera´ popisuje cˇasova´ omezenı´ uzlu˚ vy´pocˇetnı´ho
grafu. Existujı´ zde doprˇedne´ hrany specifikujı´cı´ minima´lnı´ cˇasovou vzda´lenost dvou uda´lostı´. Take´
jsou popsa´ny hrany zpeˇtne´, ktere´ definujı´ maxima´lnı´ vzda´lenost uda´lostı´. Na za´kladeˇ analy´zy vzda´-
lenostı´ v grafu funguje jak vy´pocˇet skutecˇny´ch na´slednı´ku˚, tak je pouzˇita pro na´slednou verifikaci.
Vzhled separacˇnı´ho grafu je na obra´zku 5.5. Barvy uzlu˚ zde majı´ stejny´ vy´znam jako u vy´pocˇetnı´ho
grafu a lze volneˇ prˇepı´nat mezi typy, ktere´ se budou zobrazovat.
Obra´zek 5.5: Separacˇnı´ graf vy´pocˇetnı´ho modelu.
Pro vy´ pocˇet separacˇnı´ ch vzda´lenosti uzlu˚ byla vyvinuta specia´lnı´ procedura. Bohuzˇel nexis-
tuje rozumny´ algoritmus pro vy´pocˇet maxima´lnı´ vzda´lenosti dvou zlu˚. Proble´mem je to, zˇe dany´
graf obsahuje cykly, ktere´ maji ke vsˇemu negativnı´ va´hu. Proto bylo prˇikrocˇeno k prohleda´va´nı´ sta-
vove´ho prostoru do sˇı´rˇky pomocı´ algortimu limited BFS. Tento algortimus vykazoval dostacˇujı´cı´
rychlost a pameˇt’ovou na´rocˇnost.
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5.5.4 Implementace algoritmu konstrukce grafu˚
Pro generova´nı´ je nejprve nutno zı´skat otevrˇeny´ model z modulu pro na´vrh Modechart. K tomuto
u´cˇelu je vyuzˇit subsyste´m zası´la´nı´ uda´lostı´, pomocı´ ktere´ho je prˇeda´na reference na model. Prvky
odelu jsou na´sledneˇ vhodnou funkcı´ prˇevedeny do pro analy´zu efektivneˇjsˇı´ representace. Tento
prˇı´stup znacˇneˇ zvysˇuje rychlost vsˇech operacı´ prova´deˇny´ch nad prvky modelu, jelikozˇ vsˇechny
vytvorˇene´ objekty majı´ velice jednoduchou strukturu a nesou jen potrˇebne´ informace.
Byl implementova´n jizˇ drˇı´ve popsany´ algortimus pro prˇevod modelu do podoby vy´pocˇetnı´ho
a separacˇnı´ho grafu. Bylo nutno vytvorˇit metodu Reach, ktera´ zajistı´ zjisˇteˇnı´ nove´ho globa´lnı´ho
modu po provedenı´ zvolene´ho prˇechodu. Da´le bylo vhodneˇ zajisˇteˇno deˇdeˇnı´ uda´lostı´. Pro vy´pocˇet
mnozˇiny mozˇny´ch na´slednı´ku˚ byla vyvinuta funkce, ktera´ doka´zˇe zjistit mnozˇinu prˇechodu˚, ktere´
lze volit z dane´ho globa´lnı´ho modu. Pote´ po pouzˇitı´ separacˇnı´ho grafu a spocˇtenı´ vzda´lenosti mezi
mozˇny´mi na´slednı´ky je vytvorˇena mnozˇina aktua´lnı´ch na´slednı´ku˚.
Algoritmus byl testova´n na Modechart specifikaci uka´zkovy´ch prˇı´kladu˚ a vykazoval dostatecˇnou
rychlost prˇevodu a vy´sledny´ model se shodoval s ocˇeka´vany´m. Jak jizˇ bylo zmı´neˇno, tak neˇktere´
u´lohy generujı´ celkem veliky´ stavovy´ prostor grafu˚. Pote´ je proble´m takovy´to vy´sledek vhodneˇ
visualizovat.
5.5.5 Verifikace vlastnostı´ modelu
Verifikacˇnı´ program umozˇnˇuje generovat vy´pocˇetnı´ model z Modechart popisu syste´mu. Tyto grafy,
jak jizˇ bylo neˇkolikra´t zmı´neˇno plneˇ vystihujı´ vy´pocˇetnı´ trajektorii popisovane´ho syste´mu. Tedy
doka´zˇı´ popsat vsˇechny mozˇne´ beˇhy syste´mu, ktery´ch je sice nekonecˇneˇ ale spocˇetneˇ mnoho. Je
zrˇejme´, zˇe popis pomocı´ grafu˚ v sobeˇ nese znacˇnou vypovı´dacı´ schopnost. Proto byly implemen-
tova´ny algortimy a rozhodovacı´ procedury, ktere´ umozˇnˇujı´ oveˇrˇit jiste´ tvrzenı´ oproti vy´pocˇetnı´mu
modelu. Zı´skane´ informace na´m mohou rˇı´ci, jestli byl syste´m dobrˇe navrzˇen. Pokud tomu tak je, je
mozˇne´ zkoumat cˇasove´ za´vislosti jednotlivy´ch prˇechodovy´ch uda´lostı´ syste´mu.
Obra´zek 5.6: Okno verifika´toru s oveˇrˇenı´m formulı´ vu˚cˇi modelu zˇeleznicˇnı´ho prˇejezdu.
Okno obsahujı´cı´ prvky verifikacˇnı´ho na´stroje lze otevrˇı´t po vygenerova´nı´ grafu˚ syste´mu z hlavnı´
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nabı´dky modulu pro verifikaci. Jak vypada´ je ilustrova´no na obra´zku 5.6. Oveˇrˇovane´ formule jsou
v jizˇ drˇı´ve zavedene´m tvaru @(E1, i)± I ≤ (E2, i), kde E1 a E2 jsou uda´lostmi, i je vy´skytovy´m inde-
xem a I je celocˇı´selna´ konstanta vystihujı´cı´ cˇasovou separaci. Pro uda´losti s ohledem na popis Mo-
dechart specifikace definujeme uda´lost vstupu a vy´stupu z dane´ho modu. Symbolicky oznacˇova´no
sˇipkou prˇed resp. za na´zvem modu. Tento typ lze prˇi zada´va´nı´ oveˇrˇovane´ formule vybrat ze se-
znamu stejneˇ jako na´zev modu, se ktery´m je dany´ typ uda´losti spjat. Pote´ je mozˇno zadat cˇı´slo
popisujı´cı´ cˇasovou separaci teˇchto dvou uda´lostı´. Po kliku na tlacˇı´tko je tato formule prˇida´na do
seznamu oveˇrˇovany´ch formulı´, ktere´ mohou by´t celkoveˇ azˇ cˇtyrˇi. Jakoukoliv formuli lze na´sledneˇ
podle uva´zˇenı´ i smazat. Vsˇechny formule, ktere´ jsou zada´ny do seznamu jsou cha´pa´ny jako kon-
junkce obecneˇ kvantifikovany´ch predika´tu˚. Pro prˇı´klad na obra´zku bude oveˇrˇena pravdivost tvrzenı´:
∀i(@(→ down, i) + 50 ≤ @(→ crossing, i) ∧@(crossing →, i) + 0 ≤ @(down →, i)). Pokud je
tvrzenı´ takto kvantifikova´no, bude oveˇrˇena jeho pravdivost pro vsˇechny souvisejı´cı´ koncove´ body
obsahujı´cı´ danou uda´lost. Tedy pokud bude formule splneˇna, bude striktneˇ platit pro cely´ vy´pocˇetnı´
model. Oveˇrˇenı´ formulı´ se provede klikem na tlacˇı´tko ve spodnı´ cˇa´sti okna. Na´sledneˇ bude u kazˇde´
formule zobrazeno jejı´ splneˇnitelnost, resp. nesplnitelnost. Jak vyply´va´ z definice konjunkce, aby
cely´ vy´ray byl pravdivy´, musı´ vsˇechny jeho cˇleny definovat pravdivou hodnotu. Pomocı´ dalsˇı´ho
tlacˇı´tka lze generovat logicke´ RTL formule popisujı´cı´ syste´m do textove´ho souboru. Tento princip
je popsa´n v na´sledujı´cı´ podkapitole.
Z pohledu implementace je pro representaci formule vytvorˇena trˇı´da MDVerifFormula, ktera´
obsahuje informace o jedne´ z maxima´lneˇ cˇtyrˇ oveˇrˇovany´ch formulı´. Z obecne´ho tvaru je formule
prˇevedena na tvar ve formeˇ:
• I ≤ e2 − e1 nebo
• e1 − e2 ≤ I
V tomto vyja´drˇenı´ e1 a e2 specifikujı´ vy´skytove´ funkce jednotlivy´ch uda´lostı´ a I je jejich cˇasovou
separacı´. Na formuli prvnı´ho tvaru pro oveˇrˇenı´ jejı´ pravdivosti je aplikova´na jizˇ drˇı´ve popsana´ roz-
hodovacı´ procedura checkmindistance. Splnitelnost druhe´ho typu je potvrzena nebo vyvra´cena pro-
cedurou checkmaxdistance. Pro jednotlive´ uda´losti jsou nalezeny vsˇechny souvisejı´cı´ koncove´ body.
Jelikozˇ je formule kvantifikova´na obecneˇ, je nutno doka´zat splnitelnost pro kazˇdou dvojici kon-
covy´ch bodu˚. V opacˇne´m prˇı´padeˇ pro formuli s existencˇnı´m kvantifika´torem by stacˇilo aby vztah
byl splnitelny´ pro jednu dvojici souvisejı´cı´ch koncovy´ch bodu˚.
Oveˇrˇenı´ vzda´lenostı´ je provedeno nad jizˇ nagenerovany´m separacˇnı´m grafem popisovane´ho mo-
delu. Pro potrˇebu zjisˇteˇnı´ maxima´lnı´ vzda´lenostı´ dvou bodu˚ separacˇnı´ho grafu je pouzˇita pozmeˇneˇna´
procedura, ktera´ je vyuzˇita pro hleda´nı´ skutecˇny´ch na´slednı´ku˚ uzlu. Minima´lnı´ vzda´lenost je pocˇı´-
ta´na obdobny´m zpu˚sobem. Je potrˇeba ale podotknout, zˇe jelikozˇ graf obsahuje negativnı´ cykly, je
nutno je detekovat, jelikozˇ vedenı´m neˇkolika opakujı´cı´ch se pru˚chodu˚ takovy´mto cyklem opakovaneˇ
snizˇuje hodnotu minima´lnı´ vzda´lenosti. Proto nenı´ dovoleno procha´zet cyklem a tove´to vypocˇtene´
vzda´lenosti jsou ignorova´ny. Da´le jsou pro dany´ prˇı´pad ignorova´ny stromove´ hrany s va´hou 0,
protozˇe jejich vedenı´m by byla minima´lnı´ vzda´lenost mezi jaky´mikoliv dveˇmi uzly rovna nule. Pro
oba prˇı´pady je pouzˇit drˇı´ve popsany´ algoritmus limited BFS.
5.5.6 Generova´nı´ formulı´ RTL logiky
Separacˇnı´ graf jako takovy´ pomocı´ uzlu˚ vystihuje prˇechodove´ uda´losti a hrany definujı´ cˇasove´ sa-
parace mezi nimi. Byly proto zkouma´ny zpu˚soby, jak z dane´ho grafu generovat formule RTL logiky
a bylo prˇihle´dnuto i k na´sledne´ redukci jejich stavove´ho prostoru.
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Bylo zjisˇteˇno, zˇe pokud verifikujeme syste´m oproti neˇjake´mu prˇedem zna´me´mu bezpecˇnostnı´mu
pravidlu, jsme schopni omezit zkoumany´ interval separacˇnı´ho grafu a tı´m i snı´zˇit pocˇet genero-
vany´ch formulı´. Pokud do Modechart verifika´toru zada´me formule pro oveˇrˇenı´, prakticky definu-
jeme omezenı´ na vzda´lenosti mezi koncovy´mi body. Dva korespondujı´cı´ koncove´ body vzˇdy tvorˇı´
interval. Proto musı´me v separacˇnı´m grafu najı´t takovy´ interval aby pokry´val vsˇechny intervaly
mezi korespondujı´cı´mi koncovy´mi body. Da´le musı´me takovy´to vznikly´ interval rozsˇı´rˇit na tako-
vou velikost aby pokry´val i vsˇechny uzly, ktere´ majı´ cˇasovane´ prˇechody vedouci dovnitrˇ intervalu.
Jelikozˇ pokud se tomu tak nestane, nebudou vhodneˇ reflektova´na cˇasova´ omezenı´ v ra´mci intervalu.
Tı´mto prˇı´stupem lze dosa´hnout znacˇne´ redukce pocˇtu formulı´.
Vy´pocˇetnı´ model lze prˇeve´st pomocı´ tlacˇı´tka ve verifika´toru a na´sledneˇ generovana´ data jsou
ulozˇena do souboru. Jsou vytvorˇeny formule omezene´ RTL logiky specifikujı´cı´ separaci uda´lostı´.
Jme´na uda´lostı´ jsou totozˇna´ s oznacˇenı´m uzlu˚ separacˇnı´ho grafu, cozˇ zava´dı´ korespondenci mezi
nimi a umozˇnˇuje na´slednou vizua´lnı´ kontrolu.
Obra´zek 5.7: Uka´zka statistik modelu.
5.5.7 Analy´za modelu a statistiky
V prˇedesˇly´ch podkapitola´ch byl popsa´n CG a take´ SEP graf. Bylo uka´za´no z jaky´ch hlavnı´ch entit se
tyto grafy skla´dajı´ a jake´ mohou mı´t atributy. Na obra´zcı´ch bylo mozˇno pozorovat grafickou podobu
teˇchto struktur vcˇetneˇ barevny´ch rozlisˇenı´ entit podle naby´vany´ch atributu˚. Sice byla dobrˇe patrna´
struktura, ale postra´dalo se vyja´drˇenı´ pomocı´ kvantitativnı´ch cˇinitelu˚. Proto byla do vyvı´jene´ho
na´stroje prˇida´na soucˇast, ktera´ umozˇnˇuje zobrazit statistiky CG a SEP, resp. cele´ho vy´pocˇetnı´ho
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modelu. Zde si mu˚zˇe uzˇivatel programu na za´kladeˇ zobrazeny´ch hodnot udeˇlat prˇedstavu o kom-
plexnosti a na´rocˇnosti vytvorˇene´ho modelu a na´sledneˇ z teˇchto informacı´ odvodit naprˇ. cˇasovou cˇi
pameˇt’ovou na´rocˇnost na´sledne´ verifikace. Na obra´zku 5.7 je uka´zka vy´stupu tatovy´chto statistik
pro celkem jednoduchy´ model.
Je patrne´, zˇe statistiky jsou separa´tneˇ generova´ny pro kazˇdy graf. Jelikozˇ neˇktere´ atributy, jak je
i poznamena´no vespod obra´zku, jsou pro oba grafy stejne´, nebyly zavedeny duplicitnı´ polozˇky. Pro
vy´pocˇetnı´ graf je v prvnı´ rˇadeˇ vypsa´n celkovy´ pocˇet uzlu˚ a hran, kde jsou zapocˇı´ta´ny vsˇechny jejich
druhy. Pote´ je jasneˇ viditelne´, zˇe je uda´n pocˇet stromovy´ch uzlu˚, cˇili uzlu˚, ktere´ jsou dosazˇitelne´ a
nejsou isomorfnı´. Na´sledneˇ jsou uvedena data pro pocˇet nedosazˇitelny´ch a isomorfnı´ch uzlu˚. Jejich
pocˇet silneˇ za´visı´ na povaze zkoumane´ho modelu a to i na u´rovni nedeterminismu, tak vhodne´
volbeˇ spousˇteˇcı´ch podmı´nek a cˇasova´nı´ prˇechodu˚. Jelikozˇ korespondence mezi uzly vy´pocˇetnı´ho a
separacˇnı´ho grafu je jedna ku jedne´, nejsou pro druhy´ typ grafu uvedeny statistiky uzlu˚. Jelikozˇ ale
pro na´slednou verifikaci je nesmı´rneˇ du˚lezˇity´ pocˇet hran SEP grafu, je zde tato informace uvedena.
Podobneˇ jako u popisu uzlu˚, jsou prˇechody na za´kladeˇ atributu˚ spojovany´ch entit rozdeˇleny na
stromove´, nedosazˇitelne´ a isomorfnı´.
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Kapitola 6
Specifikace jednoduchy´ch u´loh a
zhodnocenı´ funkcˇnosti
Z du˚vodu nutnosti oveˇrˇenı´ funkcˇnosti vyvı´jene´ho syste´mu bylo vybra´no neˇkolik u´loh. Celkem se
jedna´ o trˇi slovneˇ popsane´ prˇı´klady specifikujı´cı´ syste´m a jeho cˇasova´ omezenı´. Ke kazˇde´ definici
je dospecifikova´no bezpecˇnostnı´ tvrzenı´, jehozˇ pravdivost budeme mı´t za u´kol oveˇrˇit. Na´sledneˇ byl
vybra´n prˇı´klad zˇeleznicˇnı´ho prˇejezdu, ktery´ byl prˇeveden do podoby modelu formalismu Mode-
chart. Nad tı´mto bylo demonstrova´no pouzˇitı´ dvou rozdı´lny´ch technik verifikace.
6.1 Neforma´lnı´ definice u´loh
6.1.1 Zˇeleznicˇnı´ prˇejezd
Prˇejezd obsahuje pouze jedinou kolej, v urcˇity´ cˇas tedy mu˚zˇe projı´zˇdeˇt pouze jediny´ vlak. Syste´m je
slozˇen z komponent vlaku, vlakove´ho senzoru, ovladacˇe za´vor a samotny´ch za´vor. U´kolem ovladacˇe
za´vor je zajistit, aby v dobeˇ pru˚jezdu vlaku zˇeleznicˇnı´m prˇejezdem se na krˇı´zˇenı´ cesty a kolejı´
nevyskytovalo zˇa´dne´ auto. Lze prˇedpokla´dat, zˇe tento u´kol je vzˇdy splneˇn, pokud jsou za´vory v dobeˇ
pru˚jezdu vlaku sklopeny.
Specifikace syste´mu:
• Kdyzˇ se vlak prˇiblı´zˇı´ k vlakove´mu senzoru a je zachycen tı´mto senzorem, je zasla´n signa´l
ovladacˇi za´vor, ktery´ zacˇne pomalu skla´peˇt za´vory prˇed zˇeleznicˇnı´m prˇejezdem.
– Vlak zacˇne projı´zˇdeˇt prˇejezdem nejrychleji 300 sekund po detekci senzorem.
– Sklopenı´ za´vory trva´ alesponˇ 20 sekund ale ne vı´ce nezˇ 50 sekund.
– Senzor doka´zˇe detekovat opusˇteˇnı´ prˇejezdu vlakem a pote´ je potrˇeba minima´lneˇ 20
sekund a ne vı´ce jak 100 sekund na zvednutı´ za´vory.
– Jelikozˇ jsou prˇı´jezdy vlaku˚ dobrˇe napla´nova´ny, po upusˇteˇnı´ prˇejezdu vlakem, mu˚zˇe dalsˇı´
vlak zacˇı´t prˇijı´zˇdeˇt azˇ za 100 sekund.
Bezpecˇnostnı´ tvrzenı´:
• Z du˚vodu bezpecˇnosti musı´ by´t za´vory dole minima´lneˇ 50 sekund prˇed okamzˇikem, kdy vlak
zacˇne vjı´zˇdeˇt na prˇejezd. Da´le ke zveda´nı´ za´vor dojde azˇ kdyzˇ vlak opustı´ prˇejezd.
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6.1.2 Raketovy´ syste´m stı´hacˇky
Stı´hacˇka je vybavena raketami na boj na da´lku. Po zameˇrˇenı´ rakety je nutno ji vypustit. Je potrˇeba
zajistit, aby dosˇlo ke vcˇasne´mu otevrˇenı´ zbranˇove´ sˇachty a aby raketa zazˇehla motor v bezpecˇne´
vzda´lenosti od letadla. Take´ je nesmı´rneˇ du˚lezˇite´, aby se raketa stihla prˇed za´sahem cı´le odjistit.
Specifikace syste´mu:
• Prˇi aktivaci syste´mu pro zameˇrˇenı´ cı´le dojde k zaha´jenı´ otevı´ra´nı´ zbranˇove´ sˇachty.
• Otevı´ra´nı´ zbranˇove´ sˇachty bude dokoncˇeno do 4 sekund od aktivace syste´mu pro zameˇrˇova´nı´.
• Uplne´ otevrˇenı´ zbranˇove´ sˇachty trva´ alesponˇ 2 sekundy.
• Po otevrˇenı´ sˇachty lze kdykoliv vypustit raketu pokud je zameˇrˇen cı´l, ta se nejprve uvolnı´ ze
zbranˇove´ sˇachty, cozˇ trva´ maxima´lneˇ 1 sekundu, pote´ zacˇne padat pod letadlo.
• Po uvolneˇnı´ rakety bude zbranˇova´ sˇachta jesteˇ 3 sekundy otevrˇena a pote´ se zacˇne zavı´rat.
• Uzavrˇenı´ je stejneˇ cˇasoveˇ na´rocˇne´ jako otevı´ra´nı´, tzn. trva´ minima´lneˇ 2 sekundy a maxima´lneˇ
4 sekundy.
• Po uplynutı´ 1 sekundy od uvolnˇenı´ rakety dojde k aktivaci polohove´ho cˇidla, ktere´ vyhodno-
cuje pozici rakety vzhledem k letadlu.
• Cˇidlo vzˇdy maxima´lneˇ do 2 sekund vyhodnotı´, zˇe vzda´lenost od letadla je bezpecˇna´ pro
zazˇehnutı´ raketove´ho pohonu (cˇas se mu˚zˇe lisˇit podle rychlosti pa´du rakety a smeˇru pohybu
stı´hacˇky, ale prˇi jake´mkoliv pohybu a mane´vrech se stı´hacˇka do 2 sekund dostatecˇneˇ vzda´lı´
od rakety).
• Podle pohybu rakety a stı´hacˇky pote´ dojde do 3 sekund od zazˇehnutı´ raketove´ho pohonu
k odjisˇteˇnı´ rakety.
• Odjisˇteˇnı´ rakety je ale vzˇdy provedeno alesponˇ po 2 sekunda´ch.
Bezpecˇnostnı´ tvrzenı´:
• Pokud bude zameˇrˇova´nı´ cı´le dokoncˇeno do 5 sekund od okamzˇiku zapocˇetı´ zameˇrˇova´nı´ a pilot
do 2 sekund po zameˇrˇenı´ vypustı´ raketu, je zarucˇeno, zˇe do 15 sekund bude k neprˇa´telske´mu
letadlu mı´rˇit odjisˇteˇna´ raketa.
6.1.3 Kulomet stı´hacˇky
Stı´hacˇka je vybavena vy´konny´m kulometem pro boj z blı´zka, ten se ovsˇem prˇi strˇı´lenı´ zahrˇı´va´ a po-
kud zahrˇa´tı´ prˇekrocˇı´ u´nosnou, mez mu˚zˇe dojı´t k jeho posˇkozenı´ a znefunkcˇneˇnı´. Te´to situaci je trˇeba
zabra´nit, naprˇı´klad tak, zˇe kulomet bude obsahovat cˇidlo detekujı´cı´ jeho teplotu a prˇi veˇtsˇı´m zahrˇa´tı´
zastavı´ jeho cˇinnost. Ovsˇem je nutne´ take´ zajistit, aby po opeˇtovne´m poklesu teploty kulometu bylo
mozˇne´ znova strˇı´let, cozˇ mu˚zˇe opeˇt zajistit prˇı´tomne´ cˇidlo.
Specifikace syste´mu:
• Kulomet se nezacˇne zahrˇı´vat drˇı´ve nezˇ po 20 sekunda´ch strˇı´lenı´.
• Teplota kulometu prˇekrocˇı´ u´nosnou mez do 10 sekund od pocˇa´tku zahrˇı´va´nı´.
49
• U´plne´ zahrˇa´tı´ kulometu trva´ vzˇdy ale nejme´neˇ 7 sekund.
• Ochlazova´nı´ kulometu zacˇne probı´hat ihned po jeho vypnutı´.
• Zchladnutı´ kulometu na prˇijatelnou teplotu trva´ podle klimaticky´ch podmı´nek alesponˇ 3
sekundy, ale maxima´lneˇ 5 sekund.
• Ihned po detekci zchlazenı´ kulometu dojde k opeˇtovne´mu povolenı´ strˇelby.
Bezpecˇnostnı´ tvrzenı´:
• Pokud cˇidlo detekuje zahrˇa´tı´ kulometu do 5 sekund od pocˇa´tku zahrˇı´va´nı´ a pokles teploty
kulometu do 3 sekund od usta´lenı´ prˇijatelne´ teploty je zarucˇeno, zˇe nikdy nedojde k prˇehrˇa´tı´
kulometu a k opeˇtovne´mu povolenı´ strˇelby kulometu po zchlazenı´ dojde do 10 sekund od
vypnutı´ kulometu.
6.2 Prˇepis do Modechart a oveˇrˇenı´ funkcˇnosti
Jelikozˇ u´loha zˇeleznicˇnı´ho prˇejezdu je nejjednodusˇsˇı´, bude na nı´ demonstrova´n prˇı´stup k vytvorˇenı´
Modechart modelu, na´sledne´ verifikaci a generova´nı´ RTL formulı´ spojene´ s oveˇrˇenı´m jejich prav-
divosti oproti bezpecˇnostnı´mu tvrzenı´. Slovnı´ u´loha byla analyzova´na a byl definova´n Modechart
model. Da´le bylo prˇepsa´no bezpecˇnostnı´ tvrzenı´ do RTL logiky ve tvaru ∀i@(→ down, i) + 50 ≤
@(→ crossing, i)∧@(crossing→, i) ≤ @(down→, i). Vytvorˇeny´ Modechart model je na obra´zku
6.1. Pro ilustraci lze odka´zat na vy´pocˇetnı´ graf 5.4 a obra´zek separacˇnı´ho grafu dane´ u´lohy 5.5.
Obra´zek 6.1: Modechart model zˇelezninı´ho prˇejezdu.
Popsany´ model byl u´speˇsˇneˇ verifikova´n oproti bezpecˇnostnı´mu tvrzenı´, jak je patrne´ na obra´zku
5.6. Na´sledneˇ byla jesˇteˇ oveˇrˇena funkcˇnost generova´nı´ formulı´ RTL logiky. Nad teˇmito byla spusˇteˇna
procedura pro redukci jejich pocˇtu. Vy´sledne´ formule jsou uvedeny nı´zˇe.
V i(@(%E1, i) + 300 =< @(%E6, i) and
@(%E1, i) + 0 =< @(%E3, i) and
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@(%E3, i) + 0 =< @(%E1, i) and
@(%E3, i) + 20 =< @(%E5, i) and
@(%E5, i) - 50 =< @(%E3, i) and
@(%E5, i) + 0 =< @(%E6, i) and
@(%E6, i) + 1 =< @(%E7, i) and
@(%E7, i) + 0 =< @(%E9, i) and
@(%E9, i) + 0 =< @(%E7, i))
Nad tı´mto matematicky´m popisem byla spusˇteˇna rozhodovacı´ procedura vyvı´jena´ Bc. Janem
Fiedorem. Na za´kladeˇ jejı´ho vy´sledku bylo shleda´no, zˇe dane´ bezpecˇnostnı´ tvrzenı´ platı´. Je nutno
poznamenat, zˇe tyto formule prˇı´mo vycha´zejı´ ze separacˇnı´ho grafu a z du˚vodu zachova´nı´ korespon-
dence s nı´m byly ponecha´ny na´zvy prˇechodovy´ch uda´lostı´.
Dalsˇı´ dva prˇı´klady byly take´ prˇevedeny do podoby modechart. Jak vypada´ prˇı´klad modelu ra-
ketove´ho syste´mu stı´hacˇky je na obra´zku 6.2
Obra´zek 6.2: Modechart model raketove´ho syste´mu stı´hacˇky.
Vsˇechny tyto prˇı´klady jsou soucˇa´stı´ adresa´rˇe vyvı´jene´ho programu a lze si je bez proble´mu˚ spus-
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tit. Je pote´ mozˇne´ zobrazit jejich vy´pocˇetnı´ a separacˇnı´ grafy. Je nutno ale poznamenat, zˇe tyto jsou
celkem rozsa´hle´. Da´le je mozˇnost oveˇrˇenı´ funkcˇnosti pomocı´ spusˇteˇnı´ rozhodovacı´ procedury. Bylo
shleda´no, zˇe prˇevod do modelu formalismu Modechart byl u´speˇsˇny´ a da´le pro u´lohu zˇeleznicˇnı´ho




V prvnı´ cˇa´sti diplomove´ pra´ce je vycˇerpa´vajı´cı´m zpu˚sobem popsana´ RTL logika, ktera´ umozˇnˇuje
popis syste´mu˚ pracujı´cı´ch s rea´lny´m cˇasem na nejnizˇsˇı´ u´rovni. Lze diskutovat i jine´ typy tem-
pora´lnı´ch logik, bohuzˇel tyto nejsou v nasˇem prˇı´padeˇ pouzˇitelne´, jelikozˇ neexistujı´ zˇa´dne´ vhodne´
forma´lnı´ vyuzˇitelne´ postupy pro aplikaci v graficke´m popisu syste´mu˚.
Dalsˇı´ kapitola popisuje dva nalezene´ zpu˚soby hierarchicke´ho popisu syste´mu˚, ktere´ umozˇnˇujı´
generovat popis modelu v logice RTL. Tento fakt je z hlediska zada´nı´ a zameˇrˇenı´ pra´ce klı´cˇovy´.
Existujı´ samozrˇejmeˇ i jine´ prˇı´stupy, ty ale nenabı´zejı´ dostatecˇny´ forma´lnı´ za´klad nutny´ pro dalsˇı´
pouzˇitı´ v te´to pra´ci.
Cˇtvrta´ kapitola je velice smeˇrodatna´ pro dalsˇı´ vy´voj. Bylo docı´leno vhodne´ho struktura´lnı´ho
na´vrhu graficke´ho programu s ohledem na modula´rnı´ strukturu. Tento model znacˇneˇ pomu˚zˇe v na´s-
ledne´m objektove´m na´vrhu syste´mu.
Kapitola s porˇadovy´m cˇı´slem peˇt detailneˇ popsala zpu˚sob implementace na´stroje a pouka´zala na
vsˇechny nabı´zene´ funkcionality. Da´le je na neˇkolika obra´zcı´ch uka´za´n vzhled vy´sledne´ho programu.
Poslednı´ kapitola popisuje trˇi vybrane´ prˇı´klady syste´mu˚ pracujı´cı´ch s rea´lny´m cˇasem. Byla spe-
cifikova´na cˇasova´ omezenı´ syste´mu˚ a take´ bezpecˇnostnı´ pozˇadavky, ktere´ musı´ by´t nutneˇ splneˇny
pro korektnı´ beˇh. Nad teˇmito modely byly u´speˇsˇneˇ vybudova´ny Modechart specifikace, nad ktery´mi
byl spusˇteˇn verifikacˇnı´ proces.
Pra´ce vycha´zı´ ze studia znacˇne´ho mnozˇstvı´ dostupny´ch podkladu˚ a neˇktere´ informace byly
shleda´ny mimo ra´mec dane´ publikace. Bylo dosazˇeno pozitivnı´ch vy´sledku˚ ve smeˇru vy´zkumu me-
tod popisu syste´mu˚ pracujı´cı´ch s rea´lny´m cˇasem a jejich na´sledne´ verifikace. Vytvorˇeny´ na´stroj pra-
coval bez proble´mu˚ a jeho funkcˇnost byla oveˇrˇena na neˇkolika u´loha´ch. Bylo docı´leno generova´nı´
RTL formulı´ popisujı´cich Modechart model, ktere´ byly na´sledneˇ u´speˇsˇneˇ verifikova´ny programem
vyvı´jeny´m Bc. Janem Fiedorem. Da´le nad vznikly´mi formulemi byla provedena redukce jejich sta-
vove´ho prostoru. Byla vystaveˇna rozhodovacı´ procedura nad Modechart modelem a byla shleda´na
jako funkcˇnı´.
Ikdyzˇ je patrne´, zˇe pra´ce pokry´va´ znacˇnou cˇa´st problematiky, nasky´tajı´ se i jiste´ mozˇnosti
dalsˇı´ho rozsˇı´rˇenı´. Tato pra´ce je za´kladem navazujı´cı´ho doktorske´ho studia a proto bude nutno zva´zˇit
na´sledujı´cı´:
• Generova´nı´ z Modechart modelu logicky´ch formulı´, ktere´ bude na´sledneˇ mozˇno oveˇrˇet oproti
bezpecˇnostnı´mu tvrzenı´ s pouzˇitı´m SMT solveru.
• Implementaci modulu umozˇnˇujı´cı´ho simulaci beˇhu syste´mu na za´kladeˇ analy´zy SEP a CG
grafu.
• Export grafu˚ do forma´tu XML a na´sledne´ zpracova´nı´ dalsˇı´mi programy naprˇ. pro visualizaci.
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• Vystaveˇnı´ rozhodovacı´ch procedur pro dalsˇı´ trˇı´dy proble´mu˚ analy´zy Modechart specifikace.
• Vylepsˇenı´ algoritmu hleda´nı´ separacı´ mezi uzly SEP grafu a pouzˇitı´ ukla´da´nı´ mezivy´sledku˚.
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