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Introduzione
SIP è un protocollo per la gestione delle sessioni su reti IP, comprendenti uno o 
più partecipanti, sviluppato nel 1999 da IETF. Esso si sta diffondendo sempre più 
come supporto per diverse applicazioni del mondo Internet, quali la telefonia su 
IP, la messaggistica istantanea e le videoconferenze.
Il  protocollo  SIP  presenta  alcune  problematiche  importanti  a  livello  di 
sicurezza, che in parte sono comuni a tutte le applicazioni che si  basano sui 
sistemi IP, in quanto ereditate dai livelli protocollari sottostanti, in parte sono 
specifiche  del  livello  applicativo.  Queste  ultime sono  dovute  alla  complessità 
dello standard e alla sua relativa giovinezza, sommate al fatto che inizialmente il 
protocollo è stato sviluppato senza prestare troppa attenzione alla sicurezza. Tali 
problematiche vanno attentamente valutate in sede di progetto per ogni nuova 
applicazione. 
Un utile strumento che può essere sfruttato per la valutazione della bontà di 
un'applicazione è un tester  SIP,  ovvero un'applicazione che ha la funzione di 
provocare,  mediante  l'esecuzione  di  specifici  attacchi,  malfunzionamenti 
nell'applicazione che si desidera esaminare.
Questo  lavoro  di  tesi  si  propone  in  primo  luogo  di  effettuare  uno  studio 
approfondito delle criticità a livello di sicurezza per i sistemi basati sul SIP e 
successivamente di sviluppare un software in grado di effettuare testing su di 
essi.
Nel  capitolo  1  viene  fatta  un'introduzione  al  protocollo  SIP,  ne  vengono 
elencate  le  caratteristiche  funzionali  e  viene  descritta   l'architettura  di 
riferimento.
Il capitolo 2 si focalizza su quelle che sono le problematiche di sicurezza che 
vanno affrontate quando si progetta un sistema basato sul protocollo SIP; viene 
inoltre  riportata  una  lista  di  quelli  che  sono  gli  attacchi  più  diffusi  e  delle 
possibili contromisure che andrebbero adottate per rendere il proprio sistema 
SIP quanto più possibile sicuro.
Nel capitolo 3 vengono descritte delle prove di laboratorio consistenti nella 
realizzazione di alcuni attacchi su un trial per mezzo di due tool open source, 
SIPp e SIPbomber.
Nel capitolo 4, dopo aver evidenziato le lacune funzionali riscontrate nei tool 
utilizzati in precedenza, vengono descritte le scelte progettuali compiute per la 
realizzazione del SIPtester.
Infine, nel capitolo 5 sono illustrate le scelte implementative fatte e vengono 
riportati i risultati ottenuti svolgendo, sul trial precedentemente utilizzato, test 
sia funzionali che prestazionali.
1. Caratteristiche e funzionalità del protocollo SIP
 1 Caratteristiche e funzionalità del protocollo 
SIP
 1.1 SIP vs H.323
Il protocollo SIP (Session Initiation Protocol),  standardizzato per la prima 
volta nel 1999 da parte dell'IETF (Internet Engeneering Task Force) nella RFC 
2543 [1] e successivamente completato (ed in parte ridefinito) nella RFC 3261 
[2] del 2002, è un protocollo di controllo, posto a livello applicazione, che si 
occupa della creazione, modifica e terminazione di sessioni a cui partecipano 
uno o più utenti. 
In tale contesto con il termine sessione si intende lo scambio di audio, video 
e/o  dati  tra  diversi  partecipanti;  esempi  comuni  di  sessioni  SIP  sono  la 
telefonia  su  Internet,  la  distribuzione  di  contenuti  multimediali  e  le 
videoconferenze [2].
Basato sul paradigma Client/Server, SIP si pone come soluzione alternativa 
rispetto al protocollo H.323 sviluppato nella sua prima versione già nel 1996 
da  ITU-T  (International  Telecommunication  Union  -  Telecommunication 
Standardization Bureau). 
Quest'ultimo, che eredita molte caratteristiche dal protocollo Q.931 relativo 
alla rete ISDN, si differenzia dal SIP per la maggiore maturità unita ad una 
notevole complessità. Il protocollo H.323, seguendo la filosofia ITU-T, è stato 
progettato  seguendo  un  approccio  top-down,  che  presuppone  una  fase  di 
pianificazione e di comprensione di un sistema;  si presenta perciò come un 
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protocollo  completo,  dotato  di  una  struttura  piuttosto  rigida  e  quasi 
interamente definita in sede di progetto, che pur avendo risolto la maggior 
parte  delle  problematiche  relative  all'instaurazione,  il  mantenimento  ed  il 
rilascio delle sessioni, ha come contro la difficoltà ad apportarvi modifiche o 
arricchimenti qualora se ne presentasse l'esigenza.
A questa soluzione è stata contrapposta  la semplicità del SIP, che mira a 
fornire gli  stessi servizi, ma per mezzo di un'applicazione meno complessa, 
che utilizza molte funzionalità dei protocolli HTTP  e SMTP, tipici del mondo 
Internet, e i cui punti di forza possono essere individuati nella sua scalabilità, 
estensibilità  e  modularità.  Tali  attributi  sono  stati  ottenuti  basando  il 
protocollo  sul  modello  utilizzato  per  Internet,  concentrando  così  la 
complessità  quanto più  possibile  alla  periferia  della  rete.  Questa scelta  ha 
come conseguenza una maggiore robustezza del sistema nel suo complesso, in 
quanto vi viene a mancare un punto centralizzato di rottura; tale pregio è però 
controbilanciato da un maggiore overhead nel trasporto dei messaggi da un 
estremo all'altro della rete. 
A  tal  proposito  è  significativo  notare  come  SIP  sia  stato  sviluppato  con 
approccio  bottom-up:  proprio  per  questo  motivo il  protocollo  non  affronta 
molte problematiche, quali ad esempio quella relativa all'autenticazione degli 
utenti o  della  qualità  del  servizio,  facendo per queste  affidamento  su altri 
protocolli definiti in ambito IETF1. 
In particolare, due protocolli operano di frequente insieme a SIP in modo da 
consentire la realizzazione di applicazioni all'interno di una sessione: il primo 
è RTP (Real Time Protocol) [3], che si occupa del trasporto dei dati in tempo 
reale durante una sessione, l'altro è SDP (Session Description Protocol) [4], 
nato inizialmente come insieme di regole per permettere la descrizione di un 
flusso  multimediale  multicast  e  successivamente  riadattato  alle  specificità 
delle  sessioni  SIP  per  essere  sfruttato  nella  negoziazione  dei  media  da 
trasportare,  dei  codec  da  utilizzare  e  del  protocollo  di  trasporto  adottato, 
prima che  avvenga l'instaurazione della sessione stessa. 
1 RFC 3261:  ”SIP  non è  un sistema di  comunicazione  integrato  verticalmente.  SIP  è  piuttosto  un 
componente che può essere usato con altri protocolli IETF al fine di implementare un'architettura  
multimediale completa.  [...] SIP dovrebbe essere utilizzato insieme agli altri protocolli di modo da  
fornire  un  servizio  completo  agli  utenti  finali.  Ad  ogni  modo  le  funzionalità  di  base  di  SIP  non  
dipendono da alcuno di questi protocolli”
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Queste  caratteristiche  hanno  decretato  la  diffusione  del  protocollo, 
rendendolo sempre più utilizzato nel panorama delle applicazioni VoIP.
 1.2 Architettura di riferimento
Nella figura 1.1 è rappresentato un esempio di  architettura SIP,  che può 
comprendere diverse tipologie di dispositivi: gli User Agent, i Network Server, 
i Gateway SIP ed i Back-to-Back User Agent.
Gli  User  Agent  sono  delle  applicazioni  che  risiedono  su  terminazioni  in 
grado  di  interagire  con  (e  prendere  comandi  da)  un  utente,  permettendo 
l'instaurazione ed il  rilascio di chiamate. Queste terminazioni comprendono 
sempre una parte client denominata UAC (User Agent Client) ed una parte 
server UAS (User Agent Server): il primo si occupa dell'invio delle richieste e 
della ricezione delle relative risposte, il secondo ha il compito di ricevere le 
richieste, elaborarle in maniera opportuna e procedere all'invio delle risposte.
Figura 1.1: Architettura SIP
UAC e UAS possono quindi essere visti come due parti distinte logicamente 
che compongono quella che a livello fisico è la medesima entità, in quanto lo 
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stesso terminale può fungere, in due momenti differenti, sia da client che da 
server: si comporterà da UAC nel caso intraprenda una nuova comunicazione 
con un altro User Agent, mentre fungerà da UAS nell'eventualità in cui venga 
invitato ad aprire una nuova sessione da un altro User Agent.
I  Network  Server  sono  gli  elementi  di  rete  che  si  occupano  della 
segnalazione  associata  alla  gestione  di  diverse  sessioni,  finalizzata  alla 
fornitura  di  servizi  agli  UA.  Anche  per  i  server  SIP  è  possibile  fare  una 
classificazione  in  base  alle  funzionalità  svolte,  che  sono  principalmente  la 
risoluzione dei nomi degli UA (in quanto un UAC non conosce l'indirizzo IP 
dell'UAS, ma solamente il suo indirizzo URI, posto a livello SIP), e l'inoltro dei 
messaggi. In particolare esistono tre tipologie di server SIP: i  proxy server, i 
redirect  server  ed  i  registration  server.  Anche  in  questo  caso  è  bene 
puntualizzare quanto questa distinzione sia spesso solo a livello di funzionalità 
svolte e non a livello fisico, infatti non è raro che una stessa macchina  possa 
essere  utilizzata  contemporaneamente  come  proxy,  registration  e  redirect 
server.  Proxy  server  e  redirect  server  possono  ottenere  informazioni  sulla 
posizione di utenti, altri server o gateway accedendo, tramite protocolli non 
SIP, a dei location server.
Figura 1.2: Sessione SIP in presenza di Proxy Server
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Un server proxy SIP (figura 1.2) riceve delle richieste da un UAC (o da un 
altro proxy SIP), le elabora opportunamente, le inoltra verso un UAS (oppure 
verso il proxy SIP successivo) e, in alcuni casi, trasmette la relativa risposta 
all'UAC. I proxy ottengono le informazioni necessarie alla determinazione del 
server  (indifferentemente  proxy,  redirect  o  UAS)  successivo  per  mezzo  di 
opportune query ai location server [6]. 
I  proxy server vengono a loro volta classificati  in stateless e  stateful:  un 
proxy stateless procede all'elaborazione di una richiesta o di una risposta SIP 
semplicemente  sulla  base  delle  informazioni  contenute  all'interno  del 
messaggio stesso, un proxy stateful al contrario mantiene alcune informazioni 
relative  ai  messaggi  inoltrati  e  le  utilizza  nell'elaborazione  dei  messaggi 
successivi [5].
Un redirect server (figura 1.3) viene contattato dagli UA come un proxy, ma 
si distingue da quest'ultimo in quanto non si occupa dell'inoltro dei messaggi 
che riceve. Al contrario, quando un redirect riceve una richiesta, si limita a 
contattare il location server per ottenere informazioni relative al destinatario 
e  a  comunicarle  all'utente,  in  maniera  che  questo  effettui  una  nuova 
trasmissione, diretta verso l'UA chiamato o verso un opportuno proxy server.
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Figura 1.3: Sessione SIP in presenza di Redirect Server
Un registration server (spesso indicato più brevemente come registrar) ha il 
compito  di  consentire  agli  utenti  di  effettuare  una  registrazione  e  di 
memorizzare la loro attuale posizione in un location database per renderla 
disponibile  agli  altri  server  SIP  che  fanno parte  dello  stesso  dominio.  Per 
natura i registrar accettano solo messaggi di tipo REGISTER, ignorando tutte 
le altre richieste ricevute, a cui si limitano a rispondere con un messaggio di 
errore (501 Not Implemented).
I gateway SIP vengono posizionati dove è necessario un interfacciamento tra 
apparati SIP ed altri apparati che utilizzano servizi assimilabili a quello offerto 
dal SIP pur sfruttando tecnologie differenti (ad esempio è comune trovare dei 
gateway  SIP/PSTN  oppure  SIP/H.323).  Un  gateway  SIP  preleva  tutte  le 
informazioni relative alla segnalazione e ai media che sono disponibili sulla 
sua  interfaccia  SIP  e  li  converte  in  un  formato   adeguato  alla  tecnologia 
presente  sull'altra  interfaccia,  di  modo  da  permettere  l'interoperabilità  tra 
diversi protocolli; le stesse operazioni vengono naturalmente eseguite anche 
nella direzione opposta. Tali operazioni vengono svolte in maniera trasparente 
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rispetto agli altri elementi dell'architettura per i quali, quindi, un gateway SIP 
appare come un semplice UA.
I Back-to-Back User Agent sono apparati che hanno il compito di ricevere 
una richiesta SIP, elaborarla opportunamente per la formulazione a partire da 
questa di una nuova richiesta, e di inviare la richiesta formulata. Le stesse 
operazioni verranno svolte dallo stesso elemento anche in ricezione, mediante 
l'elaborazione delle risposte che viaggiano in direzione opposta.  L'utilità di 
questi elementi architetturali è riferita ad esigenze di sicurezza, in quanto un 
Back-to-Back User Agent può permettere che la comunicazione tra due utenti 
finali avvenga senza che nessuno di questi venga a conoscenza di quali siano 
le  informazioni  relative  agli  altri  partecipanti.  Per  fare  ciò  il  B2BUA,  nel 
rielaborare i messaggi che gli vengono inviati,  elimina tutte le informazioni 
sensibili  relative  al  chiamante  ed  al  chiamato.  Così  un  dialogo  end-to-end 
viene ad essere suddiviso in due dialoghi distinti, che vengono instaurati tra il 
B2BUA e gli  end-point.  Tali  entità  conosceranno solamente  le  informazioni 
relative  a  questo  elemento  e  l'indirizzo  URI  dell'altro  interlocutore.  Le 
modifiche fatte interessano sia il trasporto della segnalazione che il trasporto 
dei media. Sarà quindi compito del B2BUA occuparsi dell'inoltro dei messaggi 
tra le parti.
 1.3 Struttura del protocollo
Il  SIP  è  stato  definito  come  protocollo  stratificato,  ovvero  il  suo 
comportamento è stato descritto in termini di una serie di livelli indipendenti 
posti uno al di sopra dell'altro. Bisogna notare come non tutti gli elementi che 
compongono l'architettura contengano tutti  i  livelli.  Inoltre non vi è alcuna 
specifica  riguardante  l'implementazione  delle  funzionalità,  ma  solo 
un'elencazione delle operazioni che si rendono necessarie per la gestione di 
una sessione secondo lo standard.
Il  livello  più  basso  è  di  syntax  and  encoding,  che  è  definita  secondo  la 
Augmented Backus-Naur Form (ABNF), una metasintassi molto utilizzata nelle 
standardizzazioni dei protocolli IETF.
Al di sopra di questo vi è il transport layer, che specifica la maniera in cui i 
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client inviano richieste e ricevono risposte ed in cui i server, specularmente, 
ricevono richieste ed inviano risposte. 
I  primi  due  livelli  sono  contenuti  da  tutti  gli  elementi  facenti  parte 
dell'architettura.
Il terzo livello è il transaction layer, che è un componente fondamentale del 
SIP. Una transizione è composta tipicamente dall'insieme di una richiesta e di 
tutte  le  risposte  (provvisorie  e  definitive)  associate  a  questa.  Il  livello  di 
transazione non è presente in tutti gli elementi dell'architettura, ma solo negli 
UA e nei proxy stateful e viene utilizzato per la gestione delle ritrasmissioni 
sulla base di time-out implementati a livello applicativo.
Il quarto livello è detto  transaction user layer e, al pari del precedente, è 
presente  in  tutti  gli  elementi  dell'architettura,  eccezion  fatta  per  i  proxy 
stateless. Il transaction user layer realizza i propri scopi mediante l'invio di 
una serie  di  transazioni.  Un transaction  user  invia  delle  richieste  creando 
istanze di client transaction contenenti la richiesta, l'indirizzo IP, il numero di 
porta ed il tipo di trasporto. Tali  client transaction verranno poi passate al 
livello sottostante [2].
 1.4 Funzionalità del protocollo
La RFC 3261,  nel  descrivere  le  funzionalità  del  protocollo  SIP,  individua 
cinque aspetti  principali  a  cui  si  è  fatto  riferimento nella  definizione dello 
standard [2]:
• User  Location: determinazione  della  posizione  (ovvero 
dell'associazione di  un URI SIP,  che caratterizza il  terminale a livello 
applicativo,  con il  corrispondente indirizzo IP) degli  utenti  finali  tra i 
quali avviene la sessione;
• User  Availibility:  determinazione  della  disponibilità  del  chiamato 
all'instaurazione della sessione;
• User Capabilities: individuazione delle caratteristiche dei media (e di 
tutti i parametri relativi ad essi) che verranno usati durante la sessione 
e  della  compatibilità  delle  risorse  a  disposizione degli  UA interessati 
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nella comunicazione;
• Session Setup: setting dei parametri lato chiamante e lato chiamato al 
momento in cui si inizializza la sessione (fase di ringing);
• Session  Management:  insieme  delle  funzionalità  necessarie  alla 
modifica  delle  caratteristiche  della  sessione  (come  ad  esempio 
l'aggiunta/eliminazione di canali media), al sua terminazione e all'invoco 
dei servizi.
I  suddetti  aspetti  risultano  necessari  per  l'instaurazione  di  una  nuova 
sessione multimediale, il mantenimento (e l'eventuale modifica) di questa, la 
sua terminazione.
Il  SIP  fa  pochissime  assunzioni  riguardo  i  sottostanti  livelli  di  rete  e  di 
trasporto  e  viaggia  indifferentemente  su  reti  IPv4  e  IPv6,  con  servizi  di 
trasporto orientati o meno alla connessione (prevede il supporto da parte di 
TCP, UDP e TLS); l'affidabilità del sistema può infatti essere gestita a livello 
applicazione per mezzo di appositi meccanismi di time-out.
 1.5 I messaggi SIP
Come già  detto  precedentemente,  il  protocollo  SIP è  basato  sul  modello 
Client-Server,  dove  i  client  sono  le  entità  che  producono le  richieste  ed  i 
server sono le entità che producono le risposte. Un messaggio SIP può quindi 
essere una richiesta (anche detta metodo) inviata da parte di un client verso 
un server, oppure una risposta inviata nella direzione opposta[2]. Il formato 
dei  messaggi  è testuale in chiaro,  molto simile a quello usato in HTTP/1.1 
(anche se è bene precisare che il SIP non è un'estensione di quest'ultimo), e 
rispetta i canoni stabiliti nella RFC 2822 [6],  che descrive lo standard per 
diversi tipi di applicazioni Internet. La scelta di un protocollo  text-based  ha 
portato  ad  una  notevole  semplicità  nell'integrazione  del  SIP  con  il  mondo 
Internet  e  risulta  comoda  anche  in  quanto  permette  una  immediata 
interpretazione da parte dell'utente. 
Un messaggio è finalizzato alla gestione delle sessioni (compito specifico del 
protocollo  SIP),  ma   anche,  opzionalmente,  alla  negoziazione  dei  media 
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utilizzati (resa possibile grazie all'ausilio del protocollo SDP).
Il formato generale di un messaggio SIP prevede:
• una  start-line,  che ha il  compito di  distinguere il  tipo di  messaggio 
(ovvero di indicare se si tratta di un metodo o di una risposta);
• uno o più campi di intestazione (header);
• una linea vuota (empty-line);
• un campo dati  opzionale (message body)  per il  trasporto dei  media 
(che segue lo standard SDP).
Bisogna notare che, anche nel caso in cui il campo dati non sia presente, è 
comunque  necessaria  a  fine  messaggio  l'inserimento  della  empty-line,  che 
delimita la fine dei campi dell'intestazione.
La  RFC  3261  specifica  sei  metodi  per  lo  svolgimento  delle  funzionalità 
principali del protocollo:
• INVITE, utilizzato per comunicare ad un utente che è stato invitato a 
partecipare ad una nuova sessione;
• ACK, usato per confermare l'avvenuta ricezione di una risposta finale;
• BYE, che indica la volontà di un UA di terminare una sessione;
• OPTIONS,  che  permette  di  richiedere  le  funzionalità  (capabilities) 
supportate  da  un  terminale  o  da  un  proxy,  di  modo  che  si  possa 
procedere  successivamente  all'invio   delle  sole  richieste  sicuramente 
soddisfabili;
• CANCEL, che cancella una richiesta prima che questa abbia ricevuto 
risposta;
• REGISTER, che permette ad un UAC di rendere noto alla rete in che 
modo esso è raggiungibile o di eliminare una precedente registrazione.
Tra i messaggi elencati sopra, solo l'INVITE e l'ACK possono contenere un 
message-body  descritto  tramite  il  protocollo  SDP  e  contenente  diverse 
importanti informazioni, come ad esempio l'indicazione del tipo di media che 
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si è disponibili  a ricevere ed i  codec che dovranno essere usati  durante la 
sessione.
Le primitive di richiesta definite nella RFC 3261 sono state estese con dei 
nuovi metodi, atti a permettere la realizzazione di funzionalità aggiuntive. Ad 
esempio  è  stato  reso  possibile  il  riscontro  delle  risposte  provvisorie 
(messaggio PRACK), la richiesta di notifiche in concomitanza con il verificarsi 
di  particolari  eventi  (messaggio  SUBSCRIBE),  l'invio  di  messaggistica 
istantanea durante lo svolgimento di una sessione (messaggio MESSAGE) ed il 
supporto  ai   presence  service,  ovvero  a  tutti  quei  servizi  che  indicano  la 
disponibilità  di  un  utente  ad  essere  contattato  per  un  certo  genere  di 
comunicazione (chiamata, videochiamata, etc.).
Tutte le richieste SIP, fatta eccezione dell'ACK, prevedono la ricezione di una 
opportuna risposta. I messaggi di risposta sono nella struttura molto simili ai 
metodi, dai quali differiscono unicamente per la  start-line.  Questa presenta, 
oltre  alla  versione  del  protocollo,  lo  Status  Code  ed  Reason  Phrase, 
rispettivamente un intero di tre cifre che indica il tipo di risposta e una breve 
descrizione  testuale  che  rende  di  immediata  comprensione  da  parte 
dell'utente.
Tra gli altri campi del messaggio, quelli comuni a richiesta e risposta che 
individuano  una  transazione,  vengono  copiati  dall'una  all'altra. Tale  scelta 
permette  ai  proxy  di  relazionare  facilmente  una  richiesta  con  la  relativa 
risposta,  distinguendo l'una dall'altra semplicemente sulla base della prima 
riga.
Gli  Status Code sono degli interi compresi tra 100 e 699 e vengono divisi, 
sulla  base  della  prima  cifra,  in  sei  categorie  caratterizzate  ognuna  da  un 
diverso tipo di contenuto informativo:
• 1XX – INFORMATIONAL: risposte provvisorie che un proxy può inviare 
nel caso dopo 200 ms dalla ricezione di una richiesta non abbia ancora 
elaborato una risposta definitiva, in quanto temporaneamente occupato 
in un'altra operazione;
• 2XX-SUCCESS:  risposte  che  indicano  la  ricezione  corretta  della 
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relativa richiesta ed il suo essere stata accolta con successo;
• 3XX-REDIRECTION: risposte che informano un client su quale sia il 
proxy verso cui devono rinnovare una richiesta precedente;
• 4XX-  CLIENT  ERROR:  risposte  utilizzate  per  comunicare 
l'impossibilità  ad  accogliere  la  richiesta  così  com'è  stata  formulata, 
specificando la  natura  dell'errore  occorso  e  le  possibili  modifiche da 
apportare alla richiesta stessa affinché questa vada a buon fine;
• 5XX-SERVER ERROR: risposte che notificano l'occorrenza di un errore 
del server e l'impossibilità di questo a svolgere alcune operazioni;
• 6XX-GLOBAL  ERROR:  risposte  che  informano  il  client 
dell'impossibilità, da parte di qualsiasi server nella rete, di accogliere la 
richiesta effettuata.
 1.6 Elementi base di una comunicazione: transizioni, 
dialoghi, sessioni
Come già  detto  in  precedenza una comunicazione  gestita  per  mezzo del 
protocollo SIP può essere suddivisa in porzioni elementari. Ogni messaggio, 
pur viaggiando in maniera indipendente rispetto agli altri può infatti essere 
incluso in transazioni, dialoghi e sessioni.
Una  transazione  è  definita  come  l'insieme  di  una  richiesta,  di  un  certo 
numero di risposte provvisorie (che può essere anche nullo) e della risposta 
definitiva. Ogni transazione è identificata univocamente dal campo Cseq e nei 
tag contenuti nei campi From e To  presenti nei messaggi.
Un dialogo è una relazione che intercorre tra due o più entità di pari livello e 
comprende di norma una serie di transazioni. Un dialogo viene univocamente 
identificato dai campi di intestazione From, To e Call-ID.
Il termine sessione fa riferimento ad un flusso  di media tra due entità di 
pari  livello.  La descrizione della  sessione non è compito del  SIP,  ma viene 
effettuata tramite il  protocollo SDP, trasportato nel corpo dei messaggi SIP 
INVITE  e  200  OK  che  presentino  il  campo  Content-Type  impostato  a 
application/sdp.
18
2. Sicurezza nei sistemi SIP
 2 Sicurezza nei sistemi SIP
 2.1 La sicurezza nei sistemi informatici e nei sistemi VoIP
Il  protocollo  SIP,  essendo  posto  al  di  sopra  di  reti  a  commutazione  di 
pacchetto IP, eredita da queste tutta una serie di problematiche di sicurezza 
che  invece  non  era  necessario  affrontare  per  le  comunicazioni  su  rete 
telefonica  tradizionale  PSTN.  Queste  problematiche  sono  il  risultato  della 
somma di quelle proprie del protocollo e di quelle relative ai livelli da cui il 
protocollo  dipende,  la  cui  risoluzione  spesso  non  può  essere  effettuata  in 
maniera  tradizionale,  in  quanto  ciò  potrebbe  compromettere 
irrimediabilmente  il  livello  della  QoS,  a  causa  delle  caratteristiche  time-
critical del protocollo e della sua bassa tolleranza alla perdita di pacchetti. 
L'ingente numero di parametri configurabili in una rete VoIP gestita da SIP 
(indirizzi  IP e MAC dei  terminali  voce,  indirizzi  IP dei  router,  parametri  di 
configurazione specifici delle applicazioni, configurazione dei location server), 
molti  dei  quali  caratterizzati  da  setup  dinamico,  rende  disponibili  agli 
attaccanti un'ampia serie di vulnerabilità.
L'ISO (International Standard Organization) ha definito la sicurezza di un 
qualunque sistema informatico come l'insieme delle misure atte a mantenere 
tale sistema affidabile. L'affidabilità di un sistema viene a propria volta fissata 
nell'insieme di  tre  requisiti  fondamentali:  la  disponibilità,  la  riservatezza  e 
l'integrità delle informazioni gestite [7]. A tal proposito in ambito informatico 
si parla di caratteristiche CIA (confidentiality, integrity, availability).
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Se si  pensa al  protocollo SIP,  tale  definizione di  sicurezza non è da sola 
sufficiente, ma deve essere estesa includendo tra le caratteristiche necessarie 
per un servizio affidabile anche l'autenticazione, il controllo degli accessi e la 
non ripudiabilità. 
 2.1.1 Disponibilità
Per disponibilità si intende la capacità di un sistema e delle sue risorse di 
essere accessibili ed utilizzabili nel momento in cui diventino necessari ad un 
utente  autorizzato.  Nell'ambito  VoIP  si  può  parlare  di  disponibilità  se  il 
sistema è tale da permettere ad un utente autorizzato, in qualsiasi momento, 
di instaurare una nuova comunicazione in un tempo ragionevolmente breve, 
fornendo allo stesso tempo una qualità della comunicazione accettabile che si 
mantiene tale per l'intera durata della conversazione. 
Il  problema  della  disponibilità  deve  essere  affrontato  in  fase  di 
dimensionamento  del  sistema  affinché  malfunzionamenti  o  attacchi  di  tipo 
DoS (Denial of Service) possano, anche solo momentaneamente, provocare lo 
stato di fuori servizio del sistema.
 2.1.2 Riservatezza
La  riservatezza  è  riferita  alla  necessità  di  proteggere  i  dati  scambiati 
all'interno di una sessione da terze parti non comprese nella sessione stessa. 
La possibilità che una comunicazione svolta in rete venga intercettata da un 
intruso fa sì che vengano utilizzate tecniche di crittografia, in maniera tale che 
i dati criptati siano decifrabili solamente dagli utenti che prendono parte alla 
conversazione. Oltre a ciò, nel concetto di riservatezza viene inclusa anche la 
segretezza della conversazione stessa, ovvero l'impossibilità da parte di terzi 
di venire a conoscenza del fatto che la comunicazione sia avvenuta.
 2.1.3 Integrità
Per integrità si intende la garanzia che il messaggio inviato, nel percorrere il 
tratto di rete che va dal mittente al destinatario, non possa risultare in alcun 
modo alterato ,ad esempio per via di  malfunzionamenti che danno luogo a 
perdite di informazione o a variazioni d'ordine, oppure a causa di modifiche 
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effettuate da utenti non autorizzati.
 2.1.4 Autenticazione
Il  requisito  dell'autenticazione  si  riferisce  alla  necessità,  durante  una 
comunicazione, di provare in maniera univoca la propria identità. Tale servizio 
fa sì che ci sia la garanzia, per entrambe le parti, che l'utente con cui si sta 
comunicando  sia  effettivamente  colui  che  afferma  di  essere.  Il  requisito 
dell'autenticazione  presenta  inoltre  due  aspetti  distinti:  se  da  una  parte  è 
importante  autenticare  l'entità  con  cui  si  sta  comunicando  (ad  esempio 
facendo sì che ogni registrazione d'utente preveda l'inserimento di username 
e password), dall'altra è necessario supportare l'autenticazione di ogni singolo 
messaggio (grazie all'ausilio di meccanismi specifici quali la firma digitale).
 2.1.5 Controllo degli accessi
Il  controllo  degli  accessi  risulta  necessario  a  far  sì  che  un utente  possa 
accedere ad una determinata risorsa solo se ha i permessi per poterlo fare. 
Tale  controllo  può  essere  eseguito  una  volta  che  un  utente  si  sia 
opportunamente  autenticato;  successivamente  a  tale  operazione  un  utente 
può eseguire delle richieste, che verranno soddisfatte solo se il sistema avrà 
verificato che si sia in possesso di opportuni diritti.
 2.1.6 Non ripudiabilità
La non ripudiabilità fa riferimento all'impossibilità, da parte di un utente che 
ha  partecipato  ad  una  comunicazione,  di  negare  di  aver  preso  parte  alla 
comunicazione stessa. 
 2.2 Minacce alla sicurezza
Le minacce alla sicurezza possono essere suddivise, in linea di massima, in 
cause  accidentali  (quali  ad  esempio  disastri  naturali)  ed  in  azioni  umane. 
Queste  ultime  a  loro  volta  comprendono  sia  azioni  che  accidentalmente, 
magari a causa dell'imperizia di un utente, provocano malfunzionamenti, che 
le azione premeditate, meglio conosciute con il nome di attacchi.
Per attacco si intende, in generale, una qualsiasi operazione eseguita da un 
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utente malintenzionato al fine di compromettere la sicurezza di un sistema, 
talvolta sfruttando le debolezze intrinseche del sistema. Una prima distinzione 
che  può  essere  fatta  quando  si  parla  di  attacchi  informatici,  è  quella  tra 
attacchi  “attivi”  e  “passivi”.  Mentre  un  attacco  passivo  si  limita 
all'intercettazione  di  dati  riservati,  senza  apportarvi  modifiche,  un  attacco 
attivo ha come obbiettivo l'alterazione delle risorse di un sistema e del suo 
funzionamento.
Un attacco vero e proprio viene spesso preceduto da una fase preliminare 
che normalmente comprende le seguenti azioni:
• mapping,  cioè  individuazione  di  dati  importanti  relativi  al  sistema 
sotto attacco.  Tali  dati  possono essere ad esempio gli  indirizzi  IP dei 
terminali  ed i  servizi  abilitati  su ogni  macchina.  Questi  dati  possono 
essere  ricavati  semplicemente  per  mezzo  di  ping, oppure  mediante 
l'utilizzo di  programmi specifici per il  port scanning, che riescono ad 
stabilire su quali porte siano “aperte” su una certa macchina, e quindi 
quali servizi di rete siano disponibili per la macchina stessa;
• packet sniffing,  ovvero l'osservazione dei dati che transitano su una 
rete. Tale operazione può essere eseguita semplicemente ponendo una 
scheda Ethernet sulla rete in modalità promiscua e viene sfruttata per 
l'intercettazione di dati sensibili importanti per il sistema, ad esempio 
per  l'individuazione  di  password.  Per  questo  motivo  sarebbe  sempre 
consigliabile evitare l'invio dei dati in rete in chiaro.
Da  notare  che  le  stesse  azioni  che  vengono  effettuate  per  compiere  un 
attacco da parte di un individuo non autorizzato possono essere effettuate da 
uno autorizzato in fase di testing del proprio sistema.
 2.3 Tassonomia degli attacchi: livello di rete e di trasporto
Gli attacchi a sistemi SIP interessano diversi livelli della pila protocollare, 
partendo dal livello IP sino ad arrivare agli attacchi a livello applicativo. 
In questo paragrafo verrà fatta una breve panoramica di  questi  attacchi, 
sulla base del livello dello stack protocollare a cui sono effettuati.
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Il protocollo SIP risulta particolarmente sensibile agli attacchi per una serie 
di fattori [8]:
• maturità: il SIP è un protocollo relativamente nuovo;
• complessità:  benché  il  protocollo  SIP  non  sia  particolarmente 
complesso  se  preso  singolarmente,  lo  stesso  non  si  può  dire  nel 
momento in cui si considerano tutte le sue estensioni;
• estendibilità:  il  fatto  che  il  protocollo  sia  stato  concepito  come 
estendibile  è  causa  di  vulnerabilità,  in  quanto  proprio  le  estensioni 
possono essere nuove e fragili rispetto agli attacchi alla sicurezza;
• codifica:  il  formato  testuale  dei  messaggi  permette  una  semplice 
interpretazione di questi.
A livello di rete si può essere soggetti agli stessi attacchi che interessano 
qualsiasi formato di dato trasportato su IP: in particolare vi sono attacchi di 
tipo  flooding,  spesso realizzati  per  mezzo di  sistemi  distribuiti,  che mirano 
all'esaurimento  delle  risorse  del  sistema,  oppure  attacchi  di  tipo 
fragmentation IP, che vengono realizzati inviando pacchetti la cui dimensione 
è maggiore della massima MTU e che, richiedendo la frammentazione durante 
il trasporto in rete, comportano un'elevata spesa in termini di processing per i 
router.
Inoltre a livello di rete vengono spesso effettuati attacchi di tipo Man-in-the-
Middle, spesso punto di partenza per l'esecuzione di attacchi successivi. Un 
attacco  Man-in-the-Middle  fa  sì  che  un  utente  non  autorizzato  riesca  ad 
intercettare,  inserire  o  modificare  messaggi  scambiati  tra  due  entità  SIP, 
impedendo,  allo  stesso  tempo,  che  anche  solo  uno  dei  partecipanti  alla 
conversazione  si  renda  conto  dell'intrusione.  Mentre  questi  svolgono  la 
conversazione pensando di inviarsi a vicenda un certo numero di messaggi in 
maniera  diretta,  tali  messaggi  vengono  dirottati  verso  l'attaccante.  Questo 
host,  affinché  l'attacco  vada  a  buon  fine,  deve  quindi  occuparsi  sia 
dell'intercettazione dei messaggi, che dell'inoltro dei pacchetti verso l'effettiva 
destinazione stabilita dal mittente. 
A livello di trasporto gli attacchi più frequenti sono il  TCP SYN flood ed il 
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ping flood. Il primo sfrutta il fatto che l'instaurazione di una connessione TCP 
viene effettuata per mezzo di un metodo chiamato  3-way handshake,  ovvero 
questa  avviene  in  seguito  allo  scambio  di  3  messaggi,  il  primo  di  SYN 
(synchronized) da parte di un client verso il server, il secondo da parte del 
server  verso  il  client  ad  indicare l'allocazione  delle  risorse  necessarie  alla 
connessione,  l'ultimo  di  nuovo  da  parte  del  client  verso  il  server  per 
completare  l'operazione  di  instaurazione  (ACK).  Quando  viene  eseguito  un 
attacco SYN, un client invia al server una serie di richieste SYN, facendo in 
modo che vengano allocate le risorse per altrettante connessioni che sono solo 
parzialmente instaurate, e non invia gli ACK. L'attacco è quindi di tipo Denial 
of Service (DoS), perché fa sì che le risorse vengano rese non accessibili ad un 
utente  autorizzato  in  quanto  già  precedentemente  impegnate  dall'utente 
malevolo.
Il ping flood è anch'esso un attacco di tipo DoS che consiste nell'invio di un 
alto  numero  di  pacchetti  di  tipo  ICMP  echo  request  (ping).  L'attacco  è 
finalizzato al  consumo della banda dell'utente attaccato,  che la occupa per 
l'invio di  messaggi  ICMP echo reply  e risulta  efficace se l'attaccante ha a 
disposizione una quantità di risorse maggiore rispetto a quella a disposizione 
dell'attaccato  e  viene  spesso  eseguito  in  maniera  distribuita,  ovvero  se  si 
hanno a disposizione vari terminali utilizzati per collaborare all'inondazione 
della macchina sottoposta all'attacco.
 2.4 Tassonomia degli attacchi: attacchi specifici del 
protocollo SIP
Oltre agli attacchi derivanti dalle vulnerabilità relative ai livelli sottostanti, 
vi sono anche tutta una serie di attacchi effettuati a livello applicazione. 
 2.4.1 Enumeration Attack
Un  attacco Enumeration può essere inteso come facente parte di una fase 
preliminare all'attuazione di veri e propri attacchi effettuati a livello SIP. Si 
può cioè intendere la fase di enumerazione come un completamento della fase 
di scanning della rete. Al fine di eseguire degli attacchi a livello applicativo 
infatti, un utente non autorizzato necessita di effettuare dei controlli sulla rete 
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che  intende  attaccare,  finalizzati  alla  scoperta,  all'interno  di  un  range  di 
indirizzi IP precedentemente determinati, di alcuni username validi a livello 
SIP per user  agent  e  proxy e  degli  usename dei  terminali  che sono attivi 
all'interno  della  rete.  Gli  username  possono  venire  scoperti  in  maniera 
semplice, nel caso si  conosca il  nome del dominio relativo alle entità sotto 
attacco, mediante l'effettuazione di richieste (INVITE, REGISTER o OPTION). 
I  server  facenti  parte  della  rete  risponderanno  sperabilmente  in  maniera 
diversa a seconda che lo username utilizzato sia o meno valido per la rete. A 
tal proposito è importante notare che non tutti i server e gli user agent sono 
vulnerabili rispetto a tutti i  metodi, ma spesso almeno uno di questi dà esiti 
positivi per l'attaccante.
 2.4.2 Eavesdropping
Un  attacco  di  tipo  Eavesdropping (traducibile  come  “ascolto  nascosto”), 
mira al monitoraggio, da parte dell'intruso, della segnalazione e del flusso dati 
relativi  ad  una  conversazione.  Si  tratta  pertanto  di  un  attacco  volto  alla 
minaccia della riservatezza. Questo è possibile in quanto il protocollo SIP, che 
si occupa solo delle operazioni di segnalazione precedenti il vero e proprio 
scambio di dati in una qualsiasi connessione di tipo VoIP, fa affidamento sul 
protocollo RTP per il trasporto del traffico media. Questo non prevede alcun 
tipo di cifratura, quindi durante una sessione tutti i dati che attraversano una 
rete  vengono  trasmessi  in  chiaro.  Ciò  è  chiaramente  una  preoccupante 
vulnerabilità per la riservatezza di una conversazione, a cui non viene offerto 
alcun tipo di protezione.
 2.4.3 Message Tampering
Il Message Tampering1 è una tipologia di attacco che mira alla violazione 
dell'integrità dei messaggi. Se un attacco di questo tipo fosse andato a buon 
fine, un messaggio ricevuto da un end-point SIP risulterebbe diverso da quello 
inviato  precedentemente  dal  mittente.  Questo  attacco  si  applica  a  tutti  i 
contenuti  presenti  all'interno  del  messaggio  SIP,  compreso  il  corpo  del 
messaggio contenente la descrizione dei media. Ad esempio potrebbe essere 
modificata la descrizione del canale logico attraverso il  quale far passare i 
1 Il termine Tampering può essere reso in lingua italiana con l'espressione “manomissione”.
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media, di modo da dirottare il traffico verso l'attaccante.
 2.4.4 Fuzzing
Il Fuzzing, conosciuto anche con il nome di robustness testing, è una pratica 
utilizzata nel panorama informatico al fine di individuare delle vulnerabilità 
presenti in applicazioni e device che supportano un determinato protocollo. 
Più  semplicemente,  il  fuzzing  è  un  metodo  per  la  ricerca  di  bachi  di 
implementazione attraverso la creazione ad hoc di diversi tipi di pacchetti che 
spingano il protocollo testato ad un punto di rottura. Durante un attacco di 
tipo fuzzing è particolarmente importante effettuare un attento monitoraggio 
del device volto all'individuazione del  verificarsi di  una qualsiasi  situazione 
inconsueta (che può essere semplicemente un eccessivo consumo di risorse o, 
nel caso più grave, un crash del sistema) [9]. È importante sottolineare come il 
fuzzing sia una pratica molto usata anche da parte degli stessi produttori degli 
apparati in fase di testing, in quanto può rivelarsi un utile strumento per la 
scoperta di bug.
 2.4.5 DoS: Registration Removal
Un attacco  di  tipo  Registration  Removal consiste  nella  cancellazione,  da 
parte  di  un'entità  non  autorizzata,  di  una  registrazione  eseguita 
precedentemente da un utente legittimo. 
Per comunicare mediante il protocollo SIP, infatti, ogni terminale necessita 
precedentemente di effettuare una registrazione presso un registration server, 
in modo da far sì che successivamente esso sia localizzabile all'interno della 
rete. 
Effettuare  una  cancellazione  di  una  registrazione  è  un  modo  piuttosto 
semplice di rendere un utente non raggiungibile dagli altri elementi della rete, 
visto  che  per  fare  ciò  è  sufficiente  che  l'attaccante  invii  un  messaggio 
REGISTER  contenente  i  campi  From e  To riportanti  l'URI  dell'utente  da 
cancellare, il campo Contact impostato con il carattere * ed il campo Expires 
posto a zero. 
Una volta  effettuata la  deregistrazione l'utente  soggetto  all'attacco  verrà 
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escluso  dalle  comunicazioni  fino  a  quando  non  effettuerà  una  nuova 
registrazione di refresh. Normalmente questo avviene ogni 3600 secondi, ma 
tale  impostazione  può  essere  variata  dall'utente  impostando  un  valore 
opportuno nel campo Expires, diminuendo il tempo di refresh per precauzione 
a questo tipo di attacco.
 2.4.6 SIP Tear Down Session: Bye/Cancel Attack
Durante  un  attacco  SIP  Tear  Down Session,  un  malicious  user  invia  dei 
messaggi  verso  un  server,  fingendosi  un  utente  legittimo,  richiedendo  la 
terminazione di  una richiesta  relativa a quest'ultimo,  risultando così  in  un 
attacco  di  tipo  Denial  of  Service  per  quest'ultimo  che  vede  interrotta  la 
propria transazione. In particolare verrà inviato un messaggio di tipo CANCEL 
nel caso si voglia annullare una richiesta pendente, mentre si utilizzerà un 
messaggio BYE nel  caso si voglia abbattere una connessione che è già stata 
completamente instaurata. 
L'uso dei tag nei campi From e To dei messaggi (che sono opzionali per lo 
standard) può essere una buona contromisura per difendersi da questo genere 
di attacco [10].
 2.4.7 DoS: SIP Bombing
Un attacco di tipo SIP bombing consiste nell'invio di un eccessivo e continuo 
numero di messaggi SIP verso un UA o un proxy fino al momento in cui questo 
non cessi di funzionare, o perché è stata saturata la banda, in maniera tale da 
non permettere più un livello di QoS tollerabile per il mantenimento di una 
comunicazione  su  un  dato  canale,  o  perché  viene  richiesta  al  terminale 
oggetto  dell'attacco  una  capacità  di  processing  che  questo  non  possiede, 
causandone il crash o il riavvio.
 2.4.8 SIP Binding
Nel caso in cui i registration server non prevedano un numero massimo di 
registrazioni  effettuabili  da  parte  di  uno stesso  utente,  un malintenzionato 
potrebbe effettuarne diverse associando ad esso, in questo modo, un elevato 
numero di indirizzi IP. Il fine è quello di esaurire le risorse del SIP registrar 
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che utilizzerà una grossa porzione della memoria a propria disposizione per 
soddisfare  le  richieste  dell'attaccante  ed,  al  limite,  si  troverà  costretto  a 
rifutare di effettuare la registrazione di utenti legittimi.
 2.4.9 Registration Hijacking
Un attacco Registration Hijacking avviene quando un attaccante riesce ad 
impersonificare  un  UA  valido  in  un  registrar  server  (nel  caso  questo  non 
preveda che venga effettuata alcuna forma di autenticazione da parte degli 
utenti), rimpiazzando una precedente registrazione legittima con una in cui 
nel campo Contact compare il proprio indirizzo. 
Esso  prevede  una  fase  iniziale  in  cui  viene  cancellata  una  registrazione 
precedente (Registration Removal), seguita da una nuova registrazione che la 
sostituisca.  Il  risultato  dell'attacco  sarà  il  dirottamento  di  tutto  il  traffico 
(segnalazione ed eventualmente media), che era destinato ad un UA legittimo, 
verso l'attaccante. 
Un attacco di questo tipo può comportare la perdita di messaggi per l'entità 
sostituita (che può essere sia uno UA ma anche un dispositivo più critico per il 
sistema, quale un proxy o un gateway), ma può anche risultare assolutamente 
trasparente a quest'ultimo, degenerando così in un attacco di tipo MITM.
 2.4.10 SPAM over IP telephony (SPIT)
Con il termine SPAM viene indicato l'invio di un numero eccessivo di mail, 
per  lo  più  pubblicitarie,  non  richieste  né  desiderate  dal  destinatario.  Il 
risultato  di  questa  operazione  è  che  le  caselle  di  posta,  se  non  vengono 
applicati degli adeguati filtri, necessitano di costante manutenzione da parte 
dell'utente e divengono alla lunga inutilizzabili. 
In  contesto  SIP,  con  il  termine  SPIT si  intende,  in  maniera  equivalente, 
l'invio di un alto numero di chiamate verso un terminale. Il fenomeno dello 
SPIT non è ancora di entità preoccupante per i sistemi VoIP.
 2.5 Soluzioni di sicurezza
Per quanto visto in precedenza, una soluzione di sicurezza per il protocollo 
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SIP deve far sì che vengano soddisfatti i requisiti di integrità, confidenzialità e 
disponibilità, rendendo impossibile allo stesso tempo la ripudiabilità da parte 
di un utente delle proprie conversazioni. 
Un altro problema, non affrontato in ambito SIP, ma strettamente affine alle 
problematiche di sicurezza di questo, è quello relativo alla confidenzialità del 
campo dati trasportato mediante il protocollo RTP.
La RFC 3261, a questo proposito, indica alcune possibili contromisure ai più 
comuni attacchi presenti in ambito SIP. 
In particolare,  nella  raccomandazione vengono indicati  alcuni  metodi  per 
assicurare la sicurezza, quali l'utilizzo di un meccanismo di autenticazione e di 
uno  per  la  protezione  dell'integrità  dei  dati,  e  viene  inoltre  consigliato 
l'utilizzo  di  soluzioni  definite  in  ambito  IETF per  garantire  la  sicurezza  ai 
livelli sottostanti dello stack.
 2.5.1 HTTP Digest Authentication
Durante lo svolgimento di una sessione è importante garantire che ognuno 
degli utenti che partecipa alla comunicazione non stia fornendo un'identità 
fasulla. Questo potrebbe accadere nel caso non sia previsto alcun meccanismo 
che possa certificare se un utente è veramente chi dichiara di essere. Il fatto 
che un utente possa modificare senza restrizioni il  display name relativo al 
campo  From  dei  messaggi  che  invia  (in  SIP  non  è  previsto  che  questo 
corrisponda  con  l'indirizzo  da  cui  viene  inviato  il  messaggio),  impone  la 
necessità di far utilizzare ai Registar Server degli  opportuni meccanismi di 
autenticazione. 
La procedura di autenticazione nel SIP è stateless, basata su un meccanismo 
di  challenge  che  il  server  innesca  nei  confronti  di  un  client  che  intenda 
svolgere  una  certa  operazione.  Tale  client  dovrà  pertanto  effettuare  delle 
richieste  inserendo  le  proprie  credenziali  in  maniera  tale  da  dimostrare 
veridica  la  propria  identità.  Poiché  la  struttura  del  messaggio  SIP  eredita 
molte  caratteristiche  dal  protocollo  HTTP,  anche  le  procedure  di 
autenticazione rispecchiano quanto sancito per quest'ultimo.
La  prima  versione  del  protocollo  prevedeva  l'utilizzo  del  Basic 
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Authenticatication Scheme, dichiarato obsoleto (deprecato)  nella successiva 
versione, in cui è stato invece adottato il  Digest Authentication Scheme [11]. 
Questa  utilizza  un  messaggio  crittografato  a  128  bit,  ottenuto  applicando 
l'algoritmo MD5 (Message Digest number 5) ai dati in ingresso. Per attuare la 
procedura di autenticazione il protocollo SIP prevede dei campi specifici.
In particolare un registar server risponderà ad un messaggio pervenutogli 
da un'entità non certificata inviando una risposta di tipo  401 Unauthorized, 
contenente al proprio interno un campo  WWW­Authenticate,  in cui vengono 
richieste  le  credenziali  dell'utente.  Il  client  dovrà  quindi  inviare  un  nuovo 
messaggio di richiesta con all'interno un campo Authorization, all'interno del 
quale verranno inserite le credenziali. A questo punto il server eseguirà un 
controllo,  restituendo  un  messaggio  d'errore  nel  caso  le  credenziali  non 
vengano riconosciute come valide, o inviando una risposta di tipo 2XX nel caso 
l'autenticazione sia andata a buon fine. 
Il  meccanismo di  challenge per certificare l'identità di  utente può essere 
altrimenti  innescato  da  un  proxy,  prevedendo  in  tal  caso  la  verifica  delle 
credenziali tramite l'invio di un messaggio di tipo 407 Proxy Authentication 
Request recante  al  proprio  interno  un  campo  denominato  Proxy­
Authenticate,  che  richiede  che  venga  inserito  nel  metodo  inviato 
successivamente il campo Proxy­Authorization.
Sebbene  non  sia  obbligatorio,  l'impiego  di  tecniche  di  autenticazione  è 
fortemente consigliato per quanto riguarda le procedure di registrazione. Nel 
caso in cui si necessiti di un maggior grado di sicurezza, può venire richiesto il 
rilascio delle credenziali per ogni messaggio inviato.
 2.5.2 S/MIME
I  messaggi  SIP trasportano al  loro  interno un corpo che  ha  la  struttura 
standardizzata  secondo  il  protocollo  MIME.  S/MIME  (Secure/Multipurpose 
Internet Mail Extensions), è uno standard [12] sviluppato per la crittografia e 
firma  dei  messaggi  di  posta  elettronica  che  utilizza  algoritmi  a  chiave 
simmetrica e asimmetrica.  S/MIME fornisce i  seguenti  servizi  di  sicurezza: 
autenticazione,  integrità  del  messaggio,  non  ripudiabilità  dell'origine  (per 
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mezzo di firma digitale), confidenzialità dei dati e certificati digitali secondo lo 
standard X.509. La distribuzione e certificazione delle chiavi è affidata ad un 
ristretto gruppo di Certification Authority (CA). I certificati sono associati a 
delle  chiavi  utilizzate  per  la  crittografia  del  corpo  dei  messaggi.  I  campi 
criptati vengono firmati con la chiave privata del mittente, ma la crittografia 
viene eseguita per mezzo della chiave pubblica del destinatario. 
Poiché il messaggio SIP contiene al proprio interno importanti informazioni 
riguardo  il  routing  del  messaggio  stesso,  non  è  possibile  crittografarlo 
completamente: per questo motivo l'utilizzo più comune di S/MIME è limitato 
al corpo del messaggio, mentre lascia che l'intestazione rimanga esposta agli 
attacchi.  Nel  caso  in  cui  si  renda  necessario  un  livello  di  sicurezza  più 
accurato, esiste la possibilità di incapsulare l'intero messaggio in un campo di 
tipo MIME e poi di applicare  a quest'ultimo l'algoritmo S/MIME, alla stessa 
maniera  in  cui  viene  applicato  ai  campi  dati,  eseguendo  quindi  un  SIP 
tunneling.  Questo  verrà  inserito  a  sua  volta  in  un  messaggio  SIP  con 
intestazione identica a quella del messaggio SIP contenuto all'interno il campo 
Content­Type=sip/message.
 2.5.3 TLS e Ipsec
La sicurezza dei messaggi SIP può essere garantita anche operando ai livelli 
sottostanti. Ad esempio, gli stessi certificati che vengono usati per S/MIME 
possono anche essere sfruttati  a livello di  trasporto e di  rete per eseguire 
l'autenticazione a questi livelli.
Due alternative popolari per la sicurezza, poste rispettivamente a livello di 
rete e di trasporto, sono TLS e IPSec. 
IPSec (IP Security) [13] è una suite di protocolli di rete che possono essere 
usati collettivamente per la realizzazione di un livello di rete sicuro. IPSec è 
solitamente  implementato  negli  host  a  livello  del  sistema  operativo; 
un'alternativa a questa soluzione è quella di sfruttare un gateway di sicurezza 
che abbia il compito di fornire confidenzialità e integrità a tutto il traffico che 
riceve.  Il  protocollo  prevede  che  un  host  sorgente,  prima  di  inviare  un 
datagram sicuro ad un host destinatario, debba prima stabilire con questo una 
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connessione  logica  realizzata  per  mezzo  di  un  handshake,  detta  Security 
Association,  determinata  dall'identificativo  della  sorgente,  dal  tipo  di 
protocollo di sicurezza utilizzato e da un numero su 32 bit che individua la 
connessione unidirezionale. 
IPSec supporta sia scenari di tipo end-to-end che hop-by-hop e può essere 
utilizzata parimenti con TCP o con UDP fornendo autenticazione, riservatezza 
ed integrità dei dati.  Una caratteristica comoda di IPSec è che questo non 
richiede alcuna integrazione con le  applicazioni  SIP,  ed è  quindi  un valido 
strumento da utilizzare in tutti i casi in cui la gestione della sicurezza a livello 
del singolo host viene integrata con difficoltà.
Il protocollo TLS (Transport Layer Security), definito nella RFC 4346 [14], 
viene  impiegato  al  di  sopra  di  protocolli  di  trasporto  di  tipo  connection-
oriented; in ambito SIP si trova sempre al di sopra del protocollo TCP e ne 
sfrutta l'affidabilità. 
Può  essere  impiegato  esclusivamente  per  assicurare  la  sicurezza  hop-by-
hop,  in  quanto  un utente SIP,  anche nel  caso sfrutti  TLS per l'invio  di  un 
messaggio, ha la garanzia che venga utilizzato il TCP solo limitatamente al 
primo hop, ma non ha la certezza che il messaggio compia l'intero percorso 
fino  al  raggiungimento  del  destinatario  su  connessioni  di  tipo  connection-
oriented. 
Un metodo per forzare tutti i proxy intermedi a inoltrare i messaggi usando 
TLS  è  quello  di  utilizzare  indirizzi  di  tipo  SIPS  URI,  che  hanno  la  forma 
generica sips:user@domain:port, e sono usati dal mittente di una richiesta, 
ad indicare la necessità di inoltrare il messaggio, su tutti i passaggi intermedi 
fino al raggiungimento del destinatario, in maniera sicura; in questo modo è 
possibile assicurare un servizio di sicurezza end-to-end.
 2.6 Dispositivi di rete ausiliari
Un'altra possibilità per conferire alla propria rete maggiori garanzie a livello 
di sicurezza è quello di impiegare dei dispositivi di rete, quali firewall e NAT.
Se  da  un  lato  l'utilizzo  di  questi  può  risultare  un  valido  ausilio  per  la 
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sicurezza di tutto il sistema, bisogna d'altro canto considerare la loro criticità 
per le applicazioni VoIP, in quanto nella maggior parte dei casi sono motivo di 
degrado  della  qualità  del  servizio  percettiva,  a  causa  dell'introduzione  di 
ritardo  e  di  jitter  nel  traffico  che  li  attraversa,  che  sono  elementi 
particolarmente critici nelle applicazioni VoIP. 
Per questo motivo l'impiego di elementi ausiliari nella rete va attentamente 
monitorato, considerato anche il  fatto che i firewall e i  NAT rappresentano 
anche dei colli di bottiglia per la rete, in quanto si trovano ad elaborare tutto il 
traffico che viene scambiato con l'esterno [15].
 2.6.1 Firewall
I firewall possono costituire un mezzo efficace per proteggere una sottorete 
locale dagli attacchi alla sicurezza provenienti dalla rete esterna. Essi operano 
agendo  da  “muro”  verso  tutto  il  traffico  in  ingresso  che  viene  ritenuto 
pericoloso o sospetto. Per il suo corretto funzionamento, un firewall necessita 
che l'amministratore della rete stabilisca delle regole che hanno il compito di 
definire ciò che è ritenuto sicuro per la rete stessa. 
Esso viene frapposto poi tra la rete interna e Internet di modo che sia un 
passaggio obbligato per tutto il traffico in ingresso; affinché il sistema funzioni 
correttamente, quindi, tutti gli altri accessi alla rete locale dovranno essere 
opportunamente bloccati. 
L'uso  di  un  elemento  centrale  in  cui  vengono  decise  le  regole  per  la 
sicurezza  del  sistema ha  il  vantaggio  di  far  sì  che  non sia  più  necessario 
l'inserimento  delle  policy  su  tutti  i  terminali,  ma  presenta  anche  degli 
scompensi,  che  possono  essere  individuati  in  un  aumento  del  ritardo 
introdotto sul traffico, che necessita l'attraversamento di un elemento di rete 
in più e che deve essere da questo elemento elaborato; l'elaborazione è resa, 
nel caso del SIP, ancora più impegnativa rispetto a quanto avviene per altri 
protocolli,  a  causa  della  forte  dinamicità  dell'assegnamento  delle  porte 
relative al traffico media.
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 2.6.2 NAT
I NAT (Network Address Translation) sono elementi di rete che permettono 
la condivisione di indirizzi globali  IP da parte di più host appartenenti alla 
stessa LAN. 
Essi  possono essere efficacemente utilizzati  anche come strumenti  per la 
sicurezza,  in  quanto  agiscono  mascherando  la  configurazione  della  rete 
interna e impedendo così ad un host appartenente ad un dominio esterno di 
accedervi.
Nel  caso  questo  venga  utilizzato,  gli  attacchi  provenienti  dall'esterno 
dovranno quindi concentrarsi sull'elemento di rete su cui è implementata la 
funzione di NAT.
Analogamente  al  caso  dei  firewall,  la  creazione  di  un  unico  punto  di 
controllo  del  traffico  è  una  notevole  semplificazione  nella  gestione  della 
sicurezza della rete.
D'altro canto, l'utilizzo dei NAT  viola un importante principio progettuale 
della rete Internet, l'end-to-end argument, che impone la non intromissione da 
parte dei dispositivi che il traffico incontra nel transito da un end-point ad un 
altro in tutti gli aspetti che riguardano il livello applicazione e la limitazione di 
questi  alle  operazioni  di  trasmissione.  A causa di  questa  violazione diversi 
protocolli di Internet non funzionano a dovere in presenza di NAT: è il caso dei 
protocolli VoIP, quindi anche del SIP.
Infatti un utente esterno che volesse contattarne uno interno alla rete locale, 
in presenza di NAT, dovrebbe conoscere l'indirizzo IP pubblico, compreso il 
numero di porta, che gli sono stati assegnati dal NAT, cosa normalmente non 
vera: per questo motivo un utente interno posto dietro un NAT non sarebbe in 
grado di ricevere, ma solo di trasmettere richieste.
Per  questo  sono  state  formulate  diverse  soluzioni  al  problema 
dell'attraversamento  di  tali  dispositivi,  che  possono  essere  distinte  in  due 
gruppi:
• soluzioni strutturali, che richiedono il supporto della periferica NAT al 
protocollo SIP (ne sono un esempio gli Application Level Gateway);
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• soluzioni non strutturali,  che cioè non implicano modifiche nel NAT, 
facendo invece affidamento su particolari elementi esterni (ad esempio 
STUN).
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 3 Testing tramite SIPp e SIPbomber
Se in passato il testing di sistemi SIP poteva essere un'operazione di difficile 
realizzazione, in quanto non esistevano degli appositi software per effettuarlo 
e  venivano  perciò  richieste  per   la  sua  attuazione  capacità  di  analisi  (era 
compito  dell'utilizzatore  valutare  se  il  comportamento  di  un  determinato 
apparato era più o meno adeguato in base all'osservazione di quest'ultimo, e, 
nel caso non lo fosse, capire quale fosse la causa del malfunzionamento), col 
progredire  della  tecnologia  sono  stati  concepiti  diversi  tool  di  analisi  che 
permettono una più veloce e precisa individuazione delle vulnerabilità degli 
apparati SIP. 
La prima fase di questo lavoro di tesi è consistita nell'utilizzare due di questi 
tool, SIPp e SIPbomber, per eseguire test e attacchi su di un sistema basato 
sul  protocollo  SIP,  rendendo  così  possibile  l'individuazione  delle 
caratteristiche e delle funzionalità importanti per il tester che sarebbe dovuto 
essere  realizzato  successivamente  e  mettendo  in  luce  quelle  che  sono  le 
problematiche di sicurezza che è necessario affrontare nel momento in cui si 
realizza un qualsiasi sistema basato sul protocollo SIP.
 3.1 SIPp
SIPp [16] è un tool, sviluppato da Hewlett-Packard e distribuito sotto licenza 
GNU GPL, che viene impiegato come generatore di traffico SIP, ma risulta 
anche un utile strumento per l'analisi dei sistemi che operano secondo tale 
protocollo. 
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Può essere utilizzato su qualsiasi piattaforma UNIX, inoltre è possibile la sua 
compilazione anche per sistemi Windows mediante il software CYGWIN. 
L'installazione può essere fatta in maniera differente secondo le esigenze 
dell'utente, è infatti possibile scegliere quella di base, oppure arricchirla con il 
supporto del protocollo di trasporto TLS e delle procedure di autenticazione 
(sono stati implementati gli algoritmi Digest/MD5 e Digest/AKA) e supportare, 
eventualmente,  il  trasporto  di  traffico  media  inserito  tramite  appositi  file 
.pcap.
Esso permette l'emulazione di UA sia lato client che lato server, è in grado di 
effettuare  e  rilasciare  un  alto  numero  di  chiamate  e  permette  inoltre  di 
effettuare prove emulando scenari di conversazione e flussi di chiamate più o 
meno complessi,  rendendone possibile la descrizione in file .xml.
Inoltre  l'introduzione  di  parametri  specifici  nei  diversi  messaggi  facenti 
parte di  un test  può essere effettuata al  lancio dell'applicazione da riga di 
comando, oppure tramite l'ausilio di un altro file (denominato injection file  e 
passato  all'applicazione  tramite  l'opzione  ­inf)  contenente  una  lista  dei 
parametri  stessi  e  un'indicazione  dell'ordine  in  cui  questi  debbano  essere 
utilizzati  (se  in  maniera  sequenziale,  random  o  definita  specificamente 
dall'utente). 
La descrizione di  uno scenario comprende da una parte l'elencazione dei 
messaggi SIP che dovranno essere inviati da parte dell'applicazione, dall'altra 
l'elencazione delle relative risposte (sia quelle opzionali che quelle definitive) 
che ci si aspetta di ricevere: l'esecuzione di uno scenario si interrompe nel 
momento  in  cui  una  delle  risposte  definitive  che  vengono  ricevute  risulti 
inaspettata;  questa  scelta  aumenta  la  semplicità  dell'applicazione,  che  non 
necessita di modifiche del proprio comportamento a tempo di esecuzione, ma 
si limita ad eseguire una lista ordinata di operazioni.
Il  tool  SIPp  può  essere  usato  proficuamente  per  il  testing  di  differenti 
elementi  (SIP  Proxy,  Gateway  SIP,  B2BUA),  inoltre  viene  sfruttato 
nell'emulazione di più sistemi UAC che instaurano nello stesso intervallo di 
tempo un certo numero di nuove connessioni verso una vittima.
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Esso mette a disposizione dell'utente la visualizzazione in tempo reale di 
diverse  statistiche  relative  ai  test  (in  figura  3.1  viene  mostrato  uno 
screenshot) , quali ad esempio il rate di trasmissione ed il round trip delay, 
permettendo  così  un  efficiente  monitoraggio  dell'applicazione  a  cui  viene 
effettuato  il  test  durante  lo  svolgimento  di  quest'ultimo;  infine  è  possibile 
memorizzare tutte le statistiche relative al test effettuati in un file .log.
Figura 3.1: Screenshot del software SIPp in esecuzione
Contemporaneamente all'esecuzione di una certa istanza è sempre possibile 
anche variare diversi parametri relativi ad essa, ad esempio si può fissare il 
rate delle chiamate inviate o alternativamente il periodo di tempo durante il 
quale  queste  chiamate  vengono  instaurate.  In  qualsiasi  momento  è  infine 
possibile  mettere  in  pausa  il  test  in  esecuzione  per  consentire  la 
visualizzazione  del  parziale  delle  statistiche  di  interesse  e  farlo  partire 
nuovamente dal punto in cui era stato fermato.
SIPp supporta diversi protocolli di trasporto. Quello che viene utilizzato di 
default è UDP monosocket, che prevede che un socket IP/UDP venga aperto 
tra il SIPp e l'entità remote e si occupi di tutte le chiamate effettuate tra i due 
attori, ma è anche possibile impostare il protocollo TCP e il TLS.
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SIPp è stato concepito per l'analisi del traffico relativo alla segnalazione che 
precede  l'instaurazione  di  una  chiamata,  ma  esistono  alcune  feature  che 
permettono l'invio di dati basato su protocollo RTP, che includono trasporto di 
un flusso media di tipo audio o audio e video, consentendo, pertanto, anche il 
testing di quest'ultimo.
 3.2 SIPbomber
Il SIPbomber [17] è un tool, distribuito sotto licenza GNU GPL, progettato 
per la verifica della robustezza di apparati SIP. 
Al momento questo software permette di effettuare test solo limitatamente 
ad apparati di tipo server (Proxy, UAS, Redirect, Registrar). 
Il SIPbomber è dotato di interfaccia grafica (figure 3.2a/b), che ne permette 
un uso semplice; non è invece previsto l'utilizzo da riga di comando. 
Supporta l'invio sia su UDP che su TCP, con instaurazione di connessioni in 
serie ed in parallelo. Il tool è in grado di realizzare tutti i messaggi di base del 
protocollo  (REGISTER,  INVITE,  OPTION,  CANCEL,  ACK,  BYE),  permette 
inoltre  l'invio  di  messaggi  opportunamente  modificati  secondo  le  esigenze 
dell'attaccante. 
SIPbomber risulta particolarmente adeguato ad effettuare test di robustezza 
implementativa,  in  quanto  è  stato  concepito  in  maniera  tale  da  essere 
compatibile  con  un'accreditata  suite  di  file  specifici  per  il  SIP  fuzzing,  la 
PROTOS TEST SUITE, sviluppata dall'università finlandese di Oulu.
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Figura 3.2a: SIPbomber: interfaccia grafica
Figura 3.2b: SIPbomber: inserimento dei parametri che caratterizzano l'attacco
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 3.2.1 La PROTOS TEST SUITE
La PROTOS TEST SUITE [18] si presenta come un archivio che comprende 
ben 4527 file diversi, contenenti ognuno un messaggio SIP caratterizzato da 
elementi non previsti dalla grammatica del SIP descritta nella RFC 3261, sulla 
base di quanto indicato nella RFC 4475 “SIP torture test messages” e della 
omonima draft del SIPPING Working Group, specifica per il fuzzing di parser 
SIP.
I file sono caratterizzati dall'inserimento all'interno dei messaggi di elementi 
eccezionali,  ovvero  non  previsti  dallo  standard,  che  hanno  lo  scopo  di 
provocare  comportamenti  anomali  da  parte  della  macchina  posta  sotto 
attacco. 
Gli elementi eccezionali possono incorrere sia da soli che in gruppi di più 
d'uno per  ogni  messaggio  e  consistono nell'omissione di  alcuni  caratteri  o 
nell'aggiunta  di  stringhe  molto  lunghe  all'interno  di  alcuni  campi 
dell'intestazione (operazione atta a provocare fenomeni di buffer overflow), 
nell'inserimento di sequenze con codifica UTF-8 malformata etc.
Le prove eseguite nell'università di Oulu per stimare l'efficacia di tali file 
nell'individuare  bachi  e  anomalie  su  apparati  SIP  hanno  dato  luogo  ad 
un'allarmante serie di insuccessi da parte di questi ultimi (gli attacchi possono 
infatti risultare in esecuzione di codice da remoto e DoS): tali risultati hanno 
quindi confermato il PROTOS come valido strumento di testing nel panorama 
SIP.
La suite è specializzata sul fuzzing eseguito mediante l'invio di messaggi 
INVITE per diverse regioni:
• in primo luogo, il protocollo SIP prevede che questi messaggi vengano 
supportati sia da UA  che da Proxy e questo fa sì che entrambe le entità 
possano essere sottoposte a test per mezzo di questi messaggi (lo stesso 
non  sarebbe  stato  possibile,  ad  esempio,  sfruttando  solo  messaggi 
REGISTER);
• secondariamente,  sia gli  UA che i  Proxy sono progettati  in maniera 
tale da accettare le richieste in arrivo prima che avvenga l'instaurazione 
41
3. Testing tramite SIPp e SIPbomber 
della  sessione  e  ciò  li  rende  particolarmente  suscettibili  all'attacco 
effettuato mediante questo metodo;
• per ultimo, si noti che i messaggi INVITE possono contenere al loro 
interno  tutti  gli  header  previsti  nella  definizione  del  SIP  e  vengono 
utilizzati anche per il trasporto dei pacchetti SDP e quindi attacchi che li 
sfruttano  risultano  efficaci  su  diverse  parti  di  codice  relative 
all'applicazione vittima.
 3.3 Trial utilizzato per la realizzazione degli attacchi
Le prove sperimentali  eseguite durante il  lavoro di tesi  sono state svolte 
sfruttando lo scenario di rete illustrato in figura 3.3, in cui vengono specificati 
alcuni dati significativi per le entità SIP, in particolare il SIP URI e l'indirizzo 
IP di ogni terminale:
Figura 3.3: Trial utilizzato per le prove sperimentali
Il Proxy/Register SIP server, individuato dall'indirizzo IP 192.168.23.211, è 
una macchina con sistema operativo Linux su cui è stato installato il software 
SER (SIP Express Router), sviluppato da Iptel.
La  macchina  con  indirizzo  IP  192.168.23.79  è  un  laptop  su  cui  è  stata 
preventivamente installata una distribuzione Linux. Su questo computer sono 
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stati  installati  i  tool  di  testing per l'impersonificazione dell'attaccante ed è 
inoltre  stato  installato  un  softphone,  nella  fattispecie  Xlite,  che  ha 
rappresentato un utente legittimo autenticato nel dominio di competenza del 
SER.
L'elemento di rete con indirizzo 192.168.23.121 è invece un telefono VoIP 
hardware di marca Grandstream ed è stato anch'esso regolarmente registrato 
per fungere da vittima degli attacchi.
Il flusso dei messaggi tra le varie entità è stato monitorato per mezzo dei 
software Ethereal  e tcpdump, che permettono lo sniffing dei  messaggi che 
attraversano una rete, che sono stati installati rispettivamente sulla macchina 
dell'attaccante e su quella su cui era posto il SER.
Durante le prove effettuate in questa fase si  è fatta l'assunzione che chi 
effettua l'attacco conosca le credenziali per autenticarsi, nel caso questo sia 
necessario per lo svolgimento della prova stessa. 
Tale assunzione è possibile se si ipotizza che l'utente non autorizzato abbia 
effettuato due operazioni preliminari:
• una  prima  fase  di  scanning,  che  gli  abbia  permesso  di  individuare  la 
macchina con installato il  SER e di riconoscerlo come il  Registrar/Proxy 
della  rete.  Esistono  diversi  tool  che  permettono  di  svolgere  questa 
operazione, quali ad esempio SiVus e Smap;
• una  successiva  fase  di  sniffing del  traffico  della  rete  atta 
all'individuazione  di  User-ID  e  Password  validi  che  permettano 
l'introduzione  nella  rete.  Esempi  di  sniffer  utilizzati  in  maniera  ormai 
diffusa sono, ad esempio, i tool Cain & Abel e Ettercap.
 3.4 Enumerazione degli elementi della rete
Le prime prove effettuate sono state rivolte all'individuazione degli utenti 
legittimi registrati all'interno della rete. Una volta noto l'indirizzo IP del Proxy 
della  rete,  l'attaccante,  mediante  l'invio  di  una  serie  di  messaggi  INVITE, 
REGISTER o OPTIONS, può essere in grado di individuare quali terminazioni 
VoIP sono accessibili.
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Questo è stato fatto sfruttando le potenzialità del tool SIPp, creando due file 
.xml contenenti rispettivamente un messaggio di tipo INVITE ed un messaggio 
di tipo REGISTER. 
Nel messaggio INVITE risultavano fissati tutti i campi  fatta eccezione per la 
Request  Line  ed  il  campo  To,  relativi  alla  specifica  del  destinatario  del 
messaggio.  Tali  campi  sono  stati  introdotti/specificati  mediante  un  file  di 
injection, in formato testuale, che contiene una lista degli  URI da inserire, 
ordinati sequenzialmente.
Un  messaggio  INVITE  è  stato  inviato  verso  l'utente  102@netresults.int, 
corrispondente  al  nostro  softphone  Xlite,  un  altro  verso  un  utente  non 
registrato  elisamurgia@netresults.int.  Il  messaggio  di  risposta  del  SER  ha 
permesso di individuare quello che era l'utente presente nella rete, infatti se 
nel  primo  caso  l'attaccante  ha  ricevuto  come  risposta  la  successione  dei 
messaggi 100 Trying/ 180 Ringing/ 200 OK, nel caso in cui il destinatario non 
sia presente nel dominio il SER segnala che si è verificato un errore tramite 
l'invio di un messaggio di tipo 404 Not Found.
Successivamente  si  è  compiuto  lo  stesso  attacco  sfruttando  l'invio  di  un 
messaggio di tipo REGISTER. Tale prova non ha però dato i risultati voluti, in 
quanto  il SER è configurato in maniera tale da accettare qualsiasi username 
come valido, ed ha quindi risposto in entrambi i casi con l'invio di un 401  con 
la  richiesta  delle  credenziali  e,  una  volta  che  queste  sono  state  inviate 
dall'attaccante, con un 200 OK, permettendo la registrazione dell'attaccante a 
prescindere dallo username usato da questo.
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Figura 3.4: Esempio di file di configurazione e del relativo file di injection
Come anticipato nella descrizione degli attacchi di tipo Enumeration quindi, 
non è detto che tutti i terminali siano vulnerabili all'invio di tutte le tipologie 
di  messaggio,  ma  capita  comunque  di  frequente  che  almeno  una  delle 
richieste,  una volta  inviata,  determini  una risposta  che dà la  possibilità  di 
avere informazioni aggiuntive sulla rete in esame.
Da notare per ultimo come, seppure nella nostra prova siano stati utilizzati 
solamente due username, il popolamento adeguato del file di injection avrebbe 
permesso  facilmente  di  ricercare  un  vasto  range  di  utenti  e  quindi  di 
realizzare l'enumerazione di una rete anche molto estesa.
 3.5 Attacchi Denial of Service
Successivamente alla fase di enumerazione della rete il  tool SIPp è stato 
sfruttato nell'esecuzione di attacchi di tipo Denial of Service rivolti ai diversi 
elementi individuati all'interno del trial. 
In particolare si sono fatte delle prove di registration removal e di flooding.
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 3.5.1 Registration Removal
Gli attacchi di tipo registration removal sono stati eseguiti sia nei confronti 
del Softphone Xlite che dell'apparato hardware Grandstream, in entrambi i 
casi con esito positivo.
Per  eseguire  l'attacco  è  stato  sufficiente  creare  un  file  .xml  riportante 
all'interno un messaggio di  REGISTER. Tale messaggio era caratterizzato dai 
valori  dei  campi  From  e  To  settati  con  l'URI  relativi  al  terminale  che  si 
intendeva deregistrare, il campo Contact= * e il campo Expires impostato a 
zero  (figura 3.5).
Figura 3.5: File .xml per la realizzazione di un attacco Registration Removal
Questo messaggio è stato inviato al SER che si è limitato a richiedere le 
credenziali  dell'utente  e,  una  volta  che  l'attaccante  le  ha  specificate  in 
maniera  esatta,  elimina  dal  registro  l'utente  oggetto  dell'attacco,  che  non 
risulta più raggiungibile dalle altre terminazioni. In effetti è stata fatta una 
prova inviando successivamente un messaggio verso l'utente che ha subìto 
l'attacco ed il SER ha reagito in entrambi i casi, così come ci si aspettava, 
inviando un messaggio d'errore 480 User not Available. 
L'utente rimane quindi irraggiungibile sino a quando non effettua un refresh 
della  registrazione.  Il  tempo  di  attesa  è  fissato  dal  contenuto  del  campo 
Expires  relativo  al  messaggio  con  cui  il  terminale  si  era  registrato  in 
precedenza.
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Figura 3.6: Scambio di messaggi durante l'esecuzione dell'attacco Registration Removal 
 3.5.2 Flooding
Gli  attacchi  di  tipo  flooding  mirano  all'inondazione  della  terminazione 
bersaglio, occupandone così le risorse e arrivando in alcuni casi a determinare 
una condizione di fuori servizio o il riavvio dello stesso. 
Per eseguire questa tipologia di attacchi è stato nuovamente sfruttato il tool 
SIPp, particolarmente adatto in quanto in grado di generare un alto numero di 
chiamate  contemporanee,  simulando  in  questo  modo  l'azione  di  una 
moltitudine di UAC.
Sono state simulate due situazioni differenti, la prima in cui si ipotizzava la 
non-conoscenza delle credenziali da parte dell'attaccante, con un conseguente 
scambio di messaggi INVITE e 407 Proxy­Authentication Request tra i due 
terminali, un'altra che prevedeva lo scambio delle credenziali tra attaccante e 
SER ed il flooding svolto in una fase successiva.
Nel  primo caso si  è notato che il  SER ha risposto bene,  continuando ad 
inviare  il  messaggio  di  risposta  con  la  richiesta  delle  credenziali 
dell'attaccante, e solo ai rate più elevati (5000 chiamate per secondo e oltre) 
ha reagito inoltrando le risposte con un certo ritardo; nella prova successiva il 
suo  comportamento  è  stato  meno  efficiente,  in  quanto  il  controllo  delle 
credenziali  inviate dall'attaccante e l'instaurazione della connessione hanno 
richiesto una maggiore capacità di processing.  Ciò ha causato in un primo 
momento  un  rallentamento  del  SER  nell'inoltro  dei  messaggi  e 
successivamente il suo blocco.
Al  termine dell'invio di  messaggi  INVITE da parte dell'attaccante il  SER, 
anziché  riprendere  il  suo normale  funzionamento ha  continuato  ad  inviare 
messaggi di tipo 407 e ne è risultato necessario il riavvio.
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 3.6 Fuzzing
Il  fuzzing è  stato  effettuato  sia  utilizzando SIPp con l'ausilio  di  file  .xml 
opportunamente scritti in precedenza, sia facendo uso del SIPbomber e dei 
file inclusi nella PROTOS test suite e sono stati diretti sul SER e sul Softphone 
Xlite.
 3.6.1 Fuzzing con SIPp
Come anticipato sopra, per effettuare i test di robustezza sugli apparati del 
trial  utilizzando  SIPp  è  stato  necessario  preventivamente  scrivere  degli 
appositi messaggi INVITE contenenti una serie di elementi non previsti dal 
protocollo e inserirli in dei file .xml che fossero interpretabili dal tool. 
Sono  state  effettuate  quattro  diverse  prove,  ognuna  caratterizzata 
dall'inserimento  di  1000 caratteri  % in  diversi  campi  del  messaggio  e  più 
precisamente nel campo From, nel campo To, nel campo Content-Type e nel 
campo Cseq. 
L'oggetto degli attacchi è stato il Proxy SER, che in tutte le occasioni si è 
comportato  in  maniera  corretta,  non  facendo  registrare  alcun 
malfunzionamento.
Durante le prove si sono verificati i seguenti comportamenti:
• MODIFICA DEL CAMPO From: il SER inoltra la chiamata ed il terminale 
squilla regolarmente, non si verificano malfunzionamenti;
• MODIFICA DEL CAMPO To: il SER risponde con un 404 Not Found ed al 
terminale non viene inoltrata la chiamata. La prova si può ricondurre ad un 
caso di Enumeration Attack;
• MODIFICA DEL CAMPO Content-Type: il SER non avverte l'introduzione 
dei caratteri eccezionali ed inoltra la chiamata, facendo sì che il terminale 
squilli regolarmente;
• MODIFICA DEL CAMPO Cseq: il  SER, non individuando un numero di 
sequenza valido all'interno del  messaggio ricevuto, non inoltra i pacchetti 
continuando ad inviare un messaggio 407 Proxy­Authorization Required.
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I test effettuati hanno quindi messo in luce la robustezza implementativa del 
SER e  non  hanno  evidenziato  anomalie  nel  comportamento  del  Softphone 
Xlite. 
Bisogna rimarcare come l'uso del software SIPp per effettuare attacchi di 
tipo Fuzzing non sia del tutto appropriato in quanto i messaggi che vengono 
inviati dal tool sono limitati da quest'ultimo; ad esempio ci sono dei limiti sulla 
lunghezza  massima  che  può  essere  assunta  da  alcuni  campi  dei  messaggi 
inviati dal tool, inoltre non è in alcun modo permesso l'invio di messaggi che 
riportino nella Request-Line un metodo non valido. 
Per questa ragione l'uso dei messaggi relativi alla PROTOS TEST SUITE non 
sarebbe stato sempre possibile, inoltre l'operazione sarebbe risultata piuttosto 
laboriosa in quanto avrebbe comportato la riscrittura dei messaggi ed il loro 
inserimento all'interno di file .xml in maniera tale da renderli interpretabili dal 
tool.
 3.6.2 Fuzzing con SIPbomber
Per ultimo sono state eseguite delle prove di attacchi Fuzzing sfruttando il 
tool SIPbomber con l'ausilio dei file facenti parte della PROTOS TEST SUITE.
L'utilizzo del tool è risultato semplice, infatti è stato necessario solamente 
indicare quali file utilizzare ed inserire i campi con cui riempire i messaggi 
INVITE SIP e l'indirizzo IP verso cui inviarli.
È possibile scegliere di inviare uno o più messaggi in successione durante il 
medesimo attacco ed è inoltre disponibile un'opzione che permette di decidere 
se inviare solo gli  INVITE oppure se gestire il teardown della connessione; 
questo, come si è visto nelle prove sperimentali che verranno presentate nel 
seguito, può risultare molto utile per l'efficacia dell'attacco stesso.
Sono stati effettuati due test differenti, ognuno dei quali prevedeva l'invio di 
tutti e 4527 messaggi INVITE presenti nella suite. In particolare:
• nel primo test si sono indirizzati i messaggi verso il SER e si è specificato 
il campo To con l'URI relativo al Softphone che era stato registrato nel trial 
in precedenza. Il SER non ha mai riportato malfunzionamenti e per tutta la 
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durata  dell'attacco  si  è  limitato  a  rispondere  inviando  messaggi  con  la 
richiesta delle credenziali (figura 3.7a);
• il secondo test è stato effettuato utilizzando un file di configurazione del 
SER  che  non  prevedesse  l'autenticazione,  in  modo  che  quest'ultimo 
accettasse l'attaccante come un utente legittimo, elaborasse i messaggi e li 
inoltrasse verso il Softphone, di modo da verificare anche il comportamento 
di  quest'ultimo  una  volta  sottoposto  all'attacco.  Durante  il  test  è  stato 
gestito  l'abbattimento  della  connessione  per  far  sì  che  le  linee  del 
softphone non venissero occupate tutte e quindi nessun messaggio venisse 
scartato senza essere stato prima inoltrato dal SER (figura 3.7b). Questo 
attacco si è rivelato efficace, infatti  al  termine dell'invio dei messaggi il 
SER ha continuato ad inviare messaggi CANCEL ed è risultato necessario il 
reboot (figura 3.7 c) ;  il Softphone invece non ha risentito della ricezione 
dei messaggi, se non per un sovraccarico momentaneo a livello di CPU, e al 
termine dell'attacco ha continuato il suo normale comportamento.
Figura 3.7a: Scambio di messaggi INVITE malformati e 407 tra attaccante e SER
Figura 3.7b: Attacco Fuzzing con gestione automatica del TearDown
Figura 3.7c: Messaggi CANCEL inviati dal SER al termine dell'attacco
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 4 Progetto del tester SIP
L'ultima parte di questo lavoro di tesi  è consistita nella progettazione ed 
implementazione di un programma che fosse in grado di realizzare una serie 
generica ed arbitraria di attacchi SIP.
 4.1 Motivazioni
L'utilizzo dei tool SIPp e SIPbomber è risultato molto utile, non solamente al 
fine di sperimentare l'efficacia di diversi attacchi ai sistemi SIP, ma soprattutto 
perché ha permesso di mettere in evidenza quelle che sono le lacune dei due 
software e di meglio chiarire quali invece siano le funzionalità necessarie per 
l'applicazione oggetto di questa tesi.
Se da un lato infatti  è  stata  verificata  l'efficacia  del  software SIPp nello 
svolgimento  di  attacchi  che  mirassero  all'esaurimento  delle  risorse  della 
vittima (Flooding), d'altra parte si è visto come l'attuazione di attacchi di tipo 
Fuzzing risultasse al contrario molto laboriosa, comportando la riscrittura ad-
hoc di messaggi non standard. Un'altra lacuna importante che è stata rilevata 
è l'impossibilità del SIPp di eseguire più dialoghi contemporaneamente: uno 
studio del codice che implementa il tool ha evidenziato la presenza di un unico 
thread che si occupa della gestione della trasmissione e della ricezione dei 
messaggi, accedendo per la modellazione dell'attacco da simulare ad un unico 
file per volta e determinando così che sia possibile eseguire una sola tipologia 
di dialogo per ogni istanza del programma. 
Il SIPbomber, d'altra parte, ha come punto di forza il supporto alla PROTOS 
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TEST  SUITE  ed  è  quindi  risultato  efficace  nello  svolgimento  di  attacchi 
Fuzzing,  ma  si  dimostra  assolutamente  inadeguato  nel  caso  si  vogliano 
effettuare degli attacchi Denial of Service, in quanto è caratterizzato da rate 
di  trasmissione  dei  messaggi  costante  e  pari  a  1  pkt/sec,  decisamente 
insufficiente  per  la  realizzazione  di  attacchi  di  tipo  Flooding.  Un'altra 
caratteristica  importante  che  è  stata  rilevata  durante  le  prove  è  che  nel 
SIPbomber  non  è  presente  alcuna  funzionalità  che  renda  possibile  la 
descrizione di  un attacco  composto  da  diversi  messaggi  in  successione:  al 
contrario esso può essere usato limitatamente  all'invio di un solo messaggio, 
eventualmente seguito da un CANCEL ed un BYE nel caso si voglia gestire in 
automatico il teardown della sessione; tramite questo tool è quindi impossibile 
la realizzazione di un attacco generico.
Queste considerazioni sono state il punto di partenza per la progettazione di 
un nuovo software che fosse utilizzabile per effettuare attacchi ad apparati 
basati sul protocollo SIP.
 4.2 Requisiti funzionali e prestazionali
Dopo  aver  effettuato  l'analisi  delle  lacune  presenti  nei  tool  utilizzati  in 
precedenza,  si  è  passati  quindi  al  progetto  vero  e  proprio  della  nuova 
applicazione.
Per prima cosa è stato deciso di fissare, per tale applicazione, dei requisiti 
funzionali:  la  scelta  effettuata è  stata  quella  di  realizzare un software che 
fosse quanto più generale possibile, intendendo con generalità del software la 
possibilità di quest'ultimo di compiere un qualsiasi  attacco ad apparati  SIP 
server,  composto  da  un  numero  arbitrario  di  messaggi  ed  in  alcun  modo 
limitato dalla tipologia di messaggi inviabili. 
Oltre  ai  requisiti  funzionali  sono  stati  poi  fissati  anche  dei  requisiti 
prestazionali.
In  primo  luogo  era  auspicabile  che  l'applicazione  fosse  performante, 
soprattutto per lo svolgimento degli attacchi di tipo Flooding: la chiamata alle 
diverse funzioni deve quindi svolgersi quanto più velocemente possibile.
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Inoltre era richiesto che il tool fosse parallelizzabile e che rendesse possibile 
lo svolgimento di diversi attacchi in contemporanea, andando a colmare in tal 
modo la limitazione che era stata notata nel SIPp.
 4.3 Scelte progettuali
Il passo successivo è stato quello di stabilire delle specifiche di progetto in 
maniera  tale  che  l'applicazione  fosse  effettivamente  conforme  ai  requisiti 
esposti nel paragrafo precedente.
Per  assicurare  la  completezza  funzionale  del  tool  implementato  è  stata 
preliminarmente stilata una rosa di tutte le funzioni elementari necessarie e 
sufficienti  allo  svolgimento  del  generico  attacco  SIP,  che  sono  state 
identificate nelle seguenti:
• l'invio di un messaggio SIP;
• la ricezione di un messaggio SIP;
• il  controllo su diversi campi relativi  al  generico messaggio ricevuto 
(necessarie  per controllare che la  macchina vittima risponda bene ai 
messaggi  inviati  dall'attaccante  e  per  rilevare  eventuali  suoi 
comportamenti anomali);
• l'esecuzione condizionata in conseguenza del generico controllo sopra 
detto;
• l'imposizione del rate di trasmissione caratteristico dell'attacco;
• il  calcolo  del  tempo  trascorso  dal  momento  in  cui  un  attacco  è 
cominciato (nel caso si voglia effettuare un attacco caratterizzato da una 
lunghezza temporale determinata);
• il calcolo del tempo trascorso dal momento in cui è stata chiamata per 
l'ultima volta una funzione durante l'attacco;
• l'innesco di meccanismi di sleep (utile, per esempio, quando si debba 
attendere  che  la  vittima  svolga  una  certa  operazione  prima  di 
proseguire con lo svolgimento dell'attacco stesso);
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• il  conteggio del  numero di  messaggi  inviati  e/o ricevuti  durante un 
attacco;
• il  log  (tramite  meccanismi  memory-mapped)  di  alcuni  parametri 
caratterizzanti l'attacco in corso;
• il reset per far ripartire l'attacco dall'inizio.
Per mezzo di tali funzioni è possibile riprodurre un qualsiasi dialogo SIP e 
quindi anche qualsiasi attacco.
Si è optato per un'implementazione multithread, dove ad ogni thread è stata 
associata una particolare macchina a stati rappresentante un attacco. Questo 
ha reso possibile l'emulazione di più client, operanti in maniera concorrente, 
che  richiedevano  di  instaurare  nuove  sessioni  alla  macchina  sottoposta 
all'attacco. 
La scelta di una realizzazione multithread da una parte è comoda e risulta 
funzionale allo svolgimento di diversi attacchi indipendenti tra loro, dall'altra 
presenta  degli  inconvenienti  nel  caso  si  voglia  effettuare  un  attacco  che 
necessiti di particolare precisione nell'esecuzione delle funzioni che regolano 
le sleep e la computazione delle tempistiche. Nelle applicazioni multithread, 
infatti, la precisione del timing è determinata dai limiti del sistema operativo, 
in particolare dalla latenza nella commutazione da un thread ad un altro.
Per un sistema Linux con Kernel 2.6 tale latenza è sempre > 1 ms, che si 
pone quindi come limite inferiore all'ccuratezza temporale delle funzioni che 
verranno utilizzate durante un attacco. Nel caso ci fosse l'esigenza di svolgere 
attacchi che necessitino di maggiore accuratezza temporale, questa soluzione 
non sarebbe più adeguata; potrebbe essere necessario l'utilizzo di un sistema 
monothread con attese attive.
 4.4 Design dell'applicazione
L'applicazione è stata concepita come composta da tre moduli principali:
• un  file di injection, all'interno del quale verrà inserita una struttura 
indicizzata  composta  da  tutti  i  messaggi  SIP  che  verranno  utilizzati 
durante lo svolgimento del particolare attacco;
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• un  file  di  configurazione,  scritto  mediante  una  grammatica 
preventivamente definita,  che verrà utilizzato per descrivere l'attacco 
che si vuole svolgere. La descrizione dell'attacco viene intesa come una 
lista  ordinata   comprendente  tutte  le  operazioni  da  compiere  (più 
precisamente un'indicazione su quale sia l'ordine secondo cui i messaggi 
presenti  nel  file  injection  debbano  essere  utilizzati,  quali  dovranno 
essere inviati e quali ci si aspetta di ricevere, quali parametri verranno 
utilizzati per la specifica degli utenti, quali campi dei messaggi ricevuti 
dovranno venire sottoposti a controlli) durante l'attacco;
• un engine che, dopo aver compiuto il parsing del file di configurazione, 
si occuperà dello svolgimento delle operazioni in esso specificate. Tale 
engine, man mano che esegue il parsing del file di configurazione, dovrà 
occuparsi di elaborare in maniera opportuna i messaggi SIP contenuti 
nel  file  d'injection  inserendovi  i  parametri  relativi  agli  utenti  e  di 
costruire a run-time una macchina virtuale che chiami tutte le funzioni 
facenti parte dell'attacco stesso e che verrà associata ad un particolare 
thread.  L'engine  dovrà  inoltre  essere  realizzato  in  maniera  tale  da 
accettare un numero qualsiasi di file di configurazione (e dei relativi file 
injection) in ingresso: ciò perché si vuole avere la possibilità di emulare 
più client agenti in contemporanea.
La  specifica  di  un  nuovo  attacco  da  parte  di  un  utente  verrà  perciò 
effettuata  semplicemente  mediante  la  scrittura  di  un  nuovo  file  di 
configurazione e del relativo file di injection.
Il fatto che un attacco comprenda un numero di messaggi inviati e ricevuti 
non  limitabile  a  priori  (questo  andrebbe  infatti  a  negare  il  requisito  di 
generalità dell'applicazione) ha comportato che ogni  macchina virtuale che 
viene  costruita  dall'engine  venisse  concepita  come  un  vettore  di  stati,  ad 
ognuno dei quali corrisponde una lista limitata di chiamate alle funzioni sopra 
descritte  e  terminato  da  un'ultima  funzione  che  si  occupa  della 
determinazione dello stato successivo da richiamare. 
Tutto  ciò  si  è  reso  necessario  affinché  non  sorgessero,  nell'eventualità 
venisse eseguito un attacco composto da una serie notevole di messaggi (e si 
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rendesse così necessaria una lunga serie di chiamate ricorsive di funzioni) , 
problemi a livello di stack per la macchina su cui viene eseguita l'applicazione. 
Questa problematica verrà affrontata più in dettaglio nel paragrafo 5.9.
In figura 4.1 viene illustrato lo schema completo dell'applicazione; in figura 
4.2 è illustrata la struttura della generica macchina a stati finiti.
Figura 4.1: Struttura dell'applicazione
Figura 4.2: Macchina a stati finiti
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 5 Descrizione dell'implementazione e test
In  questo  capitolo  verrà  descritta  la  parte  di  progetto  che  è  stata 
effettivamente implementata durante il  lavoro di tesi  e verranno illustrati i 
risultati di alcuni test funzionali e prestazionali.
 5.1 Supporto alla PROTOS TEST SUITE
L'aver  precedentemente  individuato  la  PROTOS TEST  SUITE  come  utile 
strumento  per  l'effettuazione  del  Fuzzing  ha  fatto  sì  che  si  optasse  per  il 
supporto dei file in questa contenuti; è stato quindi stabilito che i messaggi 
usati per popolare i file di injection avrebbero seguito la medesima struttura 
dei file della suite.
Si è perciò resa necessaria, come prima operazione, l'integrazione di questa 
con dei file contenenti al  loro interno una serie di  messaggi SIP validi,  da 
utilizzarsi nello svolgimento degli attacchi non Fuzzing (Registration Removal, 
Flooding  ed  Enumeration):  sono  stati  scritti  quattro  nuovi  file  di  testo, 
riportanti al proprio interno un messaggio INVITE, un REGISTER, un CANCEL 
ed un BYE validi. 
Questa  scelta  ha  il  pregio  di  permettere  ad  un  futuro  utilizzatore  del 
software di  effettuare un attacco che preveda l'invio  di  un messaggio non 
ancora  contenuto  nella  suite  in  maniera  piuttosto  semplice:  a  costui  sarà 
infatti  necessaria  solamente  la  scrittura  di  un  file  di  testo  che  segua  la 
struttura  dei  file  già  presenti  nella  suite,  mentre  non  ci  sarà  bisogno  di 
apportare cambiamenti  sul  codice che implementa l'applicazione,  rendendo 
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così il tool facilmente estendibile.
 5.2 Rappresentazione dei dialoghi SIP per mezzo di 
macchine a stati finiti
Successivamente  è  stato  realizzato  il  modello  degli  attacchi  effettuati 
precedentemente per mezzo dei tool SIPp e SIPbomber (e più in generale un 
qualsiasi dialogo SIP) mediante macchine a stati finiti.
Una FSM (Finite State Machine) è un modello di comportamento per sistemi 
dinamici e tempo invarianti costituito da un numero di stati finito (ad ognuno 
dei quali corrispondono delle diverse azioni da svolgere) e da una legge che 
descrive le transizioni da ogni stato verso il successivo. In una FSM lo stato 
corrente viene determinato in base a due parametri, il segnale in ingresso e lo 
stato precedente.
Un dialogo SIP, che può essere inteso essenzialmente come lo scambio di 
una  serie  di  messaggi  tra  due  entità  (l'attaccante  e  la  vittima),  è 
rappresentabile come il susseguirsi di diverse azioni di ricezione, controllo e 
trasmissione.
In base a quanto ricevuto dall'applicazione sottoposta all'attacco (segnale in 
ingresso della macchina a stati finiti) si verificherà un'evoluzione dello stato e 
la macchina dovrà compiere un'azione differente (ad esempio potrà scegliere 
di inviare un messaggio piuttosto che un altro oppure terminare la propria 
esecuzione).
Questa fase del lavoro è stata quindi incentrata nella rappresentazione degli 
attacchi precedentemente realizzati mediante macchine a stati. In figura 5.1, 
ad esempio, si può vedere una rappresentazione di una macchina relativa ad 
un attacco di  tipo Flooding per mezzo di  un grafo di  transizione,  in cui  la 
ricezione di un nuovo messaggio inviato dalla vittima costituisce un evento di 
input che determina la transizione da uno stato a quello successivo, mentre 
l'invio di un nuovo messaggio da parte del software attaccante costituisce un 
l'evento di output associato al particolare stato.
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Figura 5.1: Diagramma degli stati relativo ad un attacco flooding
 5.3 Scelte implementative
Al momento di decidere come implementare il software sono state analizzate 
diverse  scelte  architetturali  per  la  sua  realizzazione,  derivate  dai  requisiti 
funzionali e prestazionali che si desiderava soddisfare.
L'applicazione che doveva essere implementata è caratterizzata dall'essere 
dinamica: infatti il comportamento della macchina che rappresenta il generico 
attacco non è del tutto determinato a tempo di compilazione, ma al contrario 
varia  in  base  alle  risposte  che  vengono  restituite  dall'applicazione  vittima 
dell'attacco e quindi sarà del tutto noto solo a tempo di esecuzione. 
Inoltre era desiderato che l'applicazione fosse veloce,  in quanto questo è 
necessario  all'esecuzione  di  alcune  tipologie  di  attacco  (ad  esempio  per  il 
Flooding).
Partendo da questo assunto, sono state vagliate alcune opzioni di sviluppo:
• la  creazione  di  un  DSL  (Domain  Specific  Language),  ovvero  di  un 
formalismo ad hoc per la descrizione delle macchine da implementare, che 
comprendesse la definizione di una grammatica apposita per la descrizione 
delle funzioni da svolgere e delle assegnazioni da effettuare, corredato da 
codice  appositamente  realizzato  per  eseguire  le  azioni  corrette  in 
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conseguenza del riconoscimento delle espressioni della grammatica stessa;
• l'uso  dei  puntatori  a  funzione,  propri  del  linguaggio  C,  per  la 
rappresentazione  delle  azioni  da  compiere  e  la  definizione  di  apposite 
strutture per la gestione delle variabili relative agli stati;
• l'uso  dei  funtori,  specifici  del  linguaggio  C++,  che  permettono 
l'implementazione  di  diversi  oggetti,  ognuno  caratterizzato  da  una 
particolare azione e da delle variabili di stato necessarie alla descrizione 
dell'attacco.
Tra le differenti proposte è stata scelta l'ultima citata, in quanto permette 
una facile gestione delle callback; la cosa sarebbe stata possibile anche con 
l'utilizzo  di  puntatori  a  funzione,  ma  il  passaggio  dei  parametri  di  stato 
sarebbe risultato sicuramente più complicato e laborioso, necessitando della 
definizione di strutture esterne; si è perciò deciso per una scelta che fosse allo 
stesso tempo funzionale e semplice. 
Inoltre è stato preferito utilizzare unicamente strumenti open source per lo 
sviluppo  del  software:  questo  per  garantire  che  esso  risultasse  facilmente 
estendibile a sviluppi futuri.
 5.4 Implementazione del generico attacco
Come già anticipato nel paragrafo 4.3, l'applicazione è stata modellata come 
un  motore  capace  di  gestire  più  di  una  macchina  a  stati,  ognuna 
rappresentante un diverso attacco eseguito in parallelo agli altri.
La  singola  macchina  è  stata  realizzata  mediante  una  classe  Attack, 
caratterizzata da un unico metodo per la gestione dell'avvio e dell'interruzione 
del thread e da una variabile membro del tipo della macchina che si vuole 
associare a questo. In questa classe la gestione del thread è stata effettuata 
ricorrendo ad un'apposita libreria open source disponibile online [19].
Ogni macchina a stati è stata a sua volta rappresentata mediante un'altra 
classe,  derivata  da  una  classe  base  Engine,  all'interno  della  quale  sono 
presenti  tutti  i  parametri  significativi  dei  messaggi  che vengono scambiati 
durante lo svolgimento di un generico attacco e che ha come variabili membro 
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più significative le seguenti:
• un identificativo del socket relativo ad una particolare sessione sock;
• un vettore degli stati v_state, contenente al proprio interno una serie 
di puntatori a funtore;
• un puntatore a funtore cf (current functor), che viene utilizzato per 
tenere traccia in ogni momento del funtore che è in esecuzione;
• i  puntatori  a  due  strutture,  msg_param e  digest_param,  contenenti 
rispettivamente i campi che caratterizzano i messaggi SIP che verranno 
inviati durante lo svolgimento dell'attacco e i parametri che verranno 
inviati  dalla  vittima  nel  caso  questa  richieda  che  venga  effettuata 
l'autenticazione dell'utente;
• il puntatore ad un'ulteriore struttura di tipo sip_t, che contiene tutti i 
parametri relativi ad un messaggio SIP e la cui utilità sarà descritta più 
approfonditamente nel paragrafo 5.5.
La classe, oltre a costruttore e distruttore, contiene al proprio interno anche 
un'unica funzione membro  void build():  questo metodo, che nella classe 
base è virtuale puro per permettere la realizzazione del polimorfismo, verrà 
ridefinita nelle classi derivate e conterrà le istanze di tutti i funtori relativi alle 
azioni che dovranno essere svolte durante l'attacco, più il  loro inserimento 
ordinato all'interno del vettore degli stati.
Il  funtore  base  Functor() possiede  una sola  variabile  membro che è  un 
puntatore a funtore Functor* next, inizializzata a zero nel costruttore. Esso 
contiene inoltre un metodo membro virtual int exec(), che verrà ridefinito 
adeguatamente  in  ogni  funtore  derivato  per  implementare  le  funzioni  che 
devono essere svolte.
Sono  stati  quindi  realizzati  i  seguenti  metodi,  ognuno   associato  ad  un 
diverso funtore derivato pubblicamente da quello base:
• Receive,  che  si  occupa  dell'operazione  di  ricezione  e 
dell'estrapolazione  dei  campi  significativi  dal  messaggio  che  è  stato 
inviato dalla vittima verso l'attaccante;
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• IfEqual,  che  ha  per  argomenti  degli  operatori  che  eseguono  il 
confronto tra alcuni dei campi facenti parte del messaggio inviato dalla 
vittima ed i valori attesi dall'attaccante e sulla base di ciò richiama la 
successiva operazione che dovrà essere svolta;
• Send, che si occupa della costruzione dei messaggi dell'attaccante e 
procede al loro invio verso la vittima;
• NextState, richiamato alla fine di ogni stato per determinare quello 
che sarà lo stato successivo della macchina;
• Loop,  che è stato utilizzato nei casi in cui fosse necessario ripetere 
l'esecuzione  di  un  funtore  per  un  determinato  numero  di  volte 
consecutive.
Il  meccanismo di  “allaccio”  tra i  diversi  funtori  procede dal  basso verso 
l'alto: infatti ogni funtore derivato prenderà come argomento del costruttore 
un Functor* parent, in cui verrà specificato qual'è il funtore che lo precede 
nell'esecuzione e si dichiarerà come il successivo di questo.
 5.5 Ricezione ed elaborazione dei messaggi
Il  funtore  Receive si  occupa principalmente  dell'implementazione  di  due 
funzionalità:
• ascolto e ricezione sul socket assegnato alla macchina;
• individuazione  dei  parametri  che  caratterizzano  il  messaggio  SIP 
inviato  dalla  vittima,  e  memorizzazione  di  questi  all'interno  della 
struttura digest_param.
Durante la sua esecuzione l'applicazione si mette in ascolto sul socket. Se 
entro lo scadere del timeout (fissato in 500 msec) la vittima non invia alcun 
messaggio,  l'esecuzione  termina  e  viene  riportato  un  messaggio  di  errore, 
altrimenti viene eseguito il parsing del messaggio.
L'operazione viene effettuata sfruttando il  modulo “sip” del SOFIA-SIP [], 
una libreria open-source conforme alla RFC 3261 che sviluppa l'intero stack 
protocollare  dei  sistemi  basati  sul  SIP   e  che  comprende  diversi  moduli, 
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ordinati  gerarchicamente per comporre lo stack.  Il  modulo “sip” si  occupa 
esclusivamente  del  parsing  del  messaggio  e  restituisce  un  messaggio 
dell'errore,  interrompendo  l'esecuzione,  nel  caso  il  messaggio  risulti 
malformato o non conforme allo standard.
Nel  caso  in  cui  la  ricezione  avvenga  senza  errori,  invece,  il  programma 
compie una seconda valutazione: ricerca all'interno del messaggio la presenza 
di un campo con cui la vittima richiede l'invio delle credenziali per effettuare 
l'autenticazione  dell'utente  ed  in  caso  affermativo  setta  un  apposito  flag 
auth_on,  anch'esso  facente  parte  della  macchina,  procedendo 
all'individuazione  dei  parametri  inviati  dalla  vittima  che  dovranno  essere 
utilizzati successivamente per la costruzione del Digest.
 5.6 Composizione ed invio dei messaggi
Le  funzionalità  relative  alla  parte  trasmissiva  vengono  implementate 
all'interno del funtore Send, che si occupa dello svolgimento di tre principali 
operazioni:
• la composizione del messaggio che dovrà essere inviato;
• il calcolo, mediante l'algoritmo MD5, di un hash response necessario 
per effettuare  l'autenticazione;
• l'invio del messaggio.
Il funtore  apre in lettura un file di testo (contenente il messaggio SIP che 
deve  essere  inviato  rappresentato  secondo  la  grammatica  utilizzata  nella 
PROTOS  TEST  SUITE  e  specificato  come  argomento  al  costruttore  della 
classe), ne effettua il parsing e compie delle sostituzioni al suo interno al fine 
di  inserirvi  tutte  le  informazioni  relative  agli  utenti  tra  cui  verrà  svolto  il 
dialogo (informazioni contenute nella struttura msg_param). 
In seguito valuta il flag relativo alla richiesta delle credenziali e se questo è 
settato, in base ai parametri inviati dalla vittima e precedentemente salvati 
all'interno  della  struttura  digest_param,  calcola  un  hash  secondo  quanto 
stabilito  dalla  RFC  2716  riguardo  lo  schema  Digest  (per  il  calcolo 
dell'algoritmo MD5 ci si è serviti di una libreria open source disponibile online 
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[21] ) e compone una stringa contenente i campi richiesti per l'autenticazione 
dell'utente.
Il  funtore  è  stato  progettato  di  modo  da  essere  quanto  più  possibile 
performante, in quanto è stato appurato l'importanza del rate di trasmissione 
come caratteristica di un buon tester SIP (in particolare per lo svolgimento di 
attacchi di tipo Flooding).
Per questa ragione l'invio del messaggio è stato eseguito sfruttando un array 
di  iovec,  in  cui  sono  state  inserite  le  diverse  stringhe  facenti  parte  del 
messaggio. 
Le strutture  iovec vengono usate per descrivere buffer di memoria e, se 
usate nelle operazioni di trasmissione e ricezione, le rendono particolarmente 
efficienti. 
L'uso di un array di queste strutture permette di inserire già al momento 
della  chiamata al  costruttore tutti  i  parametri  del  messaggio che risultano 
essere  uguali  in  diversi  invii  successivi,  facendo sì  che la  parte  che viene 
richiamata ad ogni nuova esecuzione debba svolgere un numero quanto più 
ristretto di operazioni e risulti quindi più snella e veloce. 
In particolare, al massimo tre operazioni vengono svolte ogniqualvolta viene 
richiamata la funzione exec(): l'incremento del campo Cseq (solo nel caso in 
cui il il messaggio che si sta componendo non sia un ACK o un CANCEL), il 
calcolo  della  digestline  (solo  se  è  stata  richiesta  l'autenticazione e se  il 
messaggio che si sta inviando è un REGISTER o un INVITE) e l'invio.
 5.7 Operazioni di controllo
Un'altra  importante  operazione  che  deve  essere  eseguita  dalla  macchina 
ogni  volta  che  avviene  una  nuova  ricezione  è  il  controllo  che  ciò  che  è 
contenuto  nel  messaggio  appena  arrivato  sia  effettivamente  ciò  che 
l'attaccante si aspetta venga restituito dalla vittima. 
Questo si  rende necessario in quanto ci  sono diverse situazioni  in cui  la 
macchina deve reagire in maniera differente sulla base del comportamento 
della vittima (può ad esempio inviare un messaggio piuttosto che un altro, 
64
5. Descrizione dell'implementazione e test
oppure  terminare  la  propria  esecuzione,  o  ancora  riprendere  l'esecuzione 
dello stato iniziale per cominciare nuovamente l'attacco). La vittima infatti può 
inviare  diverse  risposte,  tutte  valide,  o  addirittura  procedere  anch'essa 
all'invio di messaggi che presentano alcuni campi malformati o dei valori non 
opportuni al loro interno.
Tale  funzionalità  di  controllo  è  stata  sviluppata  per  mezzo  del  funtore 
IfEqual. 
Questo ha come argomento del costruttore un altro funtore op_* che ha il 
compito  di  eseguire  un  confronto  tra  un  particolare  campo  del  messaggio 
ricevuto (individuato come campo della struttura sip_t contenuta all'interno 
della  macchina)  ed  il  valore  che  ci  si  aspetta  venga  ricevuto.  In  base  al 
risultato  del  match  IfEqual sceglie  quale  sia  la  successiva  azione  da 
compiere,  richiamando  l'esecuzione  di  un  altro  funtore.  Ogni  predicato  è 
caratterizzato  da  due  variabili  membro,  il  valore  atteso  ed  il  valore 
effettivamente ricevuto, ed un operator() che restituisce vero nel caso i due 
valori corrispondano, falso altrimenti.
Insieme all'IfEqual si è quindi reso necessario lo sviluppo di più predicati 
orientati al controllo di diversi campi del messaggio: oltre ad un predicato che 
ha il  compito  di  individuare  il  tipo  di  messaggio  inviato  dalla  vittima,  che 
risulta  necessario  al  fine  di  decidere  il  successivo  messaggio  da  inviare 
durante l'attacco,  ne sono stati  fatti  degli  altri,  ognuno dei  quali  esegue il 
match su un campo del messaggio (From, To, From-Tag, Callid) che possono 
essere sfruttati per eseguire dei sanity check sul messaggio ricevuto.
 5.8 Altre funzionalità
Sono stati  per  ultimo realizzati  due altri  funtori,  Nextstate e  Loop,  che 
completano la macchina.
Il  funtore  NextState viene  richiamato  per  ogni  stato  successivamente 
all'esecuzione di tutte le operazioni che lo caratterizzano ed ha il compito di 
determinare quale debba essere lo stato successivo.
Esso  si  occupa  esclusivamente  della  modifica  della  variabile  state, 
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appartenente alla macchina a stati, con un altro valore next_state, che viene 
passato come argomento al costruttore.
Il funtore  Loop viene utilizzato per riprodurre le situazioni in cui si rende 
necessaria  l'esecuzione  ripetuta  della  stessa  operazione  (un  esempio  può 
essere  quello  dell'invio  continuo  di  messaggi  durante  un  attacco  di  tipo 
Flooding);  esso  ha  prende  come  argomenti  al  costruttore  un  puntatore  a 
funtore Functor* body, che indica quale sia il funtore che va eseguito ed un 
intero count, che specifica il numero delle esecuzioni.
 5.9 Necessità della rappresentazione su più stati
La  rappresentazione  di  un  generico  dialogo  SIP,  e  quindi  di  un  attacco, 
poteva  essere  realizzata  senza  l'utilizzo  di  una  macchina  a  stati  finiti, 
implementando l'intero scambio di messaggi all'interno di un unico stato, e 
facendo uso semplicemente del meccanismo di allaccio dei funtori descritto 
nel paragrafo 5.4. 
Questa  soluzione  non  è  in  realtà  adeguata  in  quanto  per  realizzare  un 
attacco generico potrebbe essere necessaria, come anticipato nel paragrafo 
4.4,  l'invocazione  di  un  numero  elevato  di  funzioni,  tale  da  provocare  il 
cosiddetto stack overflow.
Durante l'esecuzione di un qualsiasi  programma, infatti,  ad ogni funzione 
attiva corrisponde un record di attivazione (anche detto stack frame), ovvero 
una  quota  di  memoria  del  computer  in  cui  vengono  memorizzate  le 
informazioni  relative  alla  funzione  stessa.  Tali  record  di  attivazione  sono 
contenuti a loro volta all'interno di una struttura dati chiamata stack. 
Un record di attivazione occupa memoria fin tanto che la subroutine a cui 
esso è associato non viene terminata da un'istruzione  return. 
Un alto numero di chiamate ai funtori senza l'inserimento di un return può 
rivelarsi  pertanto  pericoloso,  in  quanto  determinerebbe  una  crescita 
spropositata dello stack, che non potrebbe più essere contenuto nello spazio 
ad esso assegnato e finirebbe per sovrascrivere aree di memoria a cui non 
dovrebbe accedere, dando così luogo allo stack overflow.
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Per questo motivo è stato ritenuto necessario l'utilizzo di un vettore di stati e 
l'inserimento  dell'istruzione  return ogni  volta  che  viene  terminata 
l'esecuzione  delle  operazioni  relative  al  singolo  stato,  evitando  così  che  il 
problema si verifichi.
 5.10 Test funzionali
Per  verificare  le  funzionalità  dell'applicazione,  sono  state  implementate 
diverse classi per rappresentare diverse tipologie di attacco, che sono stati poi 
eseguiti sullo stesso trial utilizzato per effettuare le prove sperimentali con i 
tool SIPp e SIPbomber, che per comodità è riportato nuovamente in figura 5.2; 
per la sua descrizione si rimanda al paragrafo 3.3.
 
Figura 5.2: Trial utilizzato per le prove sperimentali
In  particolare,  sono stati  scritti  4  file,  che descrivono rispettivamente  la 
procedura per la registrazione di un nuovo utente, l'invio di un messaggio SIP 
INVITE autenticato, un attacco Flooding e un attacco Fuzzing.
Sfruttando questi file sono state eseguite poi alcune prove funzionali. 
L'applicazione, associando un diverso thread ad ogni dialogo, si dimostra in 
grado di emulare più client concorrenti. 
Nella prima prova sono state effettuate delle richieste di registrazione di 
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diversi utenti SIP al SER, andate a buon fine. 
Successivamente è stata effettuata una prova per l'invio successivo dei file 
della PROTOS TEST SUITE. La prova è consistita nell'invio parallelo, uno per 
ogni  thread,  di  un  diverso  file  di  fuzzing,  che  ha  seguito  una  preliminare 
operazione di autenticazione dell'attaccante.
Durante i  test,  per effettuare l'autenticazione, come già fatto nelle prove 
sperimentali eseguite mediante il tool SIPp, è stato supposto che l'attaccante 
sia  già  venuto  a  conoscenza  delle  credenziali,  avendo  precedentemente 
effettuato una fase di scanning della rete ed una di sniffing.
L'applicazione  si  dimostra  in  grado  sia  di  emulare  diversi  utenti  che 
compiono la stessa operazione, ma anche di permettere che ognuno di essi 
compia un'operazione diversa. 
Il  numero massimo degli  utenti  che possono essere emulati  nella  singola 
istanza del  programma corrisponde al numero di  thread eseguiti.  Le prove 
effettuate hanno mostrato che sul  pc utilizzato è  possibile  utilizzare  senza 
problemi un migliaio di thread concorrenti: ciò è sufficiente per il testing di 
centralini di piccole/medie dimensioni.
 5.11 Test prestazionali
Sono  state  per  ultimo  eseguite  alcune  prove  per  la  valutazione  delle 
prestazioni dell'applicazione.
Per prima cosa si è deciso di valutare il rate di trasmissione dei pacchetti 
caratteristico del software, visto che nell'implementazione per il momento non 
è stata realizzata una funzione che permetta di fissarlo.
Per effettuare tale misura è stata preventivamente creata una classe che si 
occupasse unicamente dell'invio persistente di un messaggio SIP INVITE non 
autenticato: questo affinché l'invio dei messaggi non subisse ritardi a causa 
dell'elaborazione  dei  messaggi  in  arrivo  o  per  l'occupazione  delle  risorse 
comportato dall'esecuzione delle operazioni relative all'autenticazione.
Per il calcolo del rate è stato installato quindi sulla macchina dell'attaccante 
il software open source WMND, che permette di monitorare le interfacce di 
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rete e fornisce alcune informazioni sul traffico su di esse, quale ad esempio il 
calcolo del  rate di  trasmissione e ricezione,  espresso sia in MB/sec che in 
pkt/sec.
Sono state fatte diverse prove caratterizzate dall'esecuzione di un diverso 
numero di thread, eliminando tutti gli output su schermo per avere le massime 
performance possibili. 
Nel grafico in figura 5.3 ne sono illustrati i risultati.
Figura 5.3: Traffico in uscita in funzione del numero di thread in esecuzione
Come  si  vede,  l'applicazione  riesce  a  produrre  un  traffico  in  uscita 
considerevole. Sul grafico vengono indicate due scale, una in Mb/sec e l'altra 
in pkt/sec.
L'applicazione  si  dimostra  particolarmente  efficiente,  soprattutto  se  si 
considera che mediante il  tool  SIPp, procedendo all'invio persistente di  un 
messaggio INVITE non autenticato, si è raggiunto, durante le prove svolte in 
precedenza, un valore limite inferiore ai 10000 pkt/sec, nettamente inferiore. 
D'altra  parte  bisogne  notare  che,  mentre  il  SIPp  effettua  una  pesante 
operazione di logging e di stampa in output su schermo durante l'esecuzione 
dell'attacco, nel nostro tool non è ancora stata implementata una funzione che 
effettui  il  logging  e  l'output  su  schermo  è  stato  disattivato  durante 
l'esecuzione  dell'attacco.  Il  progetto  della  funzione  di  logging  mediante 
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meccanismi  memory  mapped  permette  però  di  ipotizzare  che  anche  la 
realizzazione  di  questa  operazione  non  avrà  risultati  drammatici  per  le 
prestazioni del tool.
Ciò che si può osservare nel grafico è piuttosto una leggera caduta delle 
prestazioni in concomitanza con l'aumento del numero dei thread utilizzati: 
questo si può giustificare con il fatto che la commutazione di contesto provoca 
un  rallentamento  dell'applicazione,  che  viene  controbilanciata  però  dalla 
possibilità della macchina di eseguire diversi dialoghi in parallelo. 
Un'altra  prova  è  stata  effettuata  stampando  a  video  alcune  informazioni 
relative  ai  messaggi  inviati  e  a  quelli  ricevuti  e  alle  variabili  di  stato  che 
caratterizzano l'attacco eseguito e hanno messo in evidenza come questo sia 
motivo di un'alta occupazione delle risorse: in tali prove il limite massimo del 
traffico in uscita misurato è stato pari a 1.16 MB/sec, circa un decimo del 
valore ricavato nelle prove in cui è stato eliminato l'output.
Infine è stata fatta una misura di quanto gli attacchi realizzati incidessero 
sul comportamento del SER: questo è stato utilizzato con due diversi file di 
configurazione, il primo che prevedeva che il SER si occupasse solo delle sue 
funzionalità  di  proxy,  il  secondo  che  richiedeva  in  aggiunta  che  il  SER 
producesse un file riportante alcune informazioni sulle operazioni compiute.
In  entrambi  i  casi  il  SER  non  è  riuscito  ad  inoltrare  correttamente  i 
messaggi che gli sono stati inviati e, se sottoposto ad un attacco prolungato, è 
arrivato a bloccarsi, richiedendo il riavvio dell'applicazione.
Monitorando l'occupazione della CPU da parte del SER mentre si effettuava 
un qualsiasi  attacco,  è  stato  infatti  notato  come questa  arrivasse  in  pochi 
secondi (10 sono stati sufficienti) al 100%, indipendentemente dal numero di 
thread eseguiti dall'attaccante.
Inoltre  è  stato  notato  che l'occupazione di  memoria  da  parte  del  SER è 
proporzionale al numero di thread in esecuzione durante l'attacco; questo si 
può giustificare ricordando che ogni thread emula un diverso utente e tenendo 
presente che maggiore è il  numero degli  utenti  che effettuano richieste al 
Proxy SER, maggiore sarà la mole di informazioni di cui l'applicazione dovrà 
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tenere traccia. L'occupazione di memoria risulta maggiore nel caso si affidi al 
SER l'onere di eseguire il log delle operazioni svolte.
Nel  grafico  in  figura  5.4  sono  illustrati  i  risultati  ottenuti  con  le  due 
configurazioni.
Figura 5.4: Percentuale di occupazione di memoria per le due configurazioni del SER
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Conclusione
Dopo aver effettuato una descrizione del protocollo SIP e un'analisi  delle 
problematiche di sicurezza che lo caratterizzano, sono state svolte delle prove 
sperimentali  mediante  due  tool  open  source,  SIPp  e  SIPbomber,  volte 
all'individuazione delle caratteristiche necessarie ad una buona applicazione 
realizzata per lo svolgimento di test su apparati basati sul protocollo.
Le lacune, sia funzionali che prestazionali, individuate nei due tool hanno 
fatto da base al progetto di un nuovo software, concepito in maniera tale da 
essere completo per ciò che concerne le funzionalità svolte, mantenendo un 
alto livello di performance.
A  tal  fine  è  stato  definito  un  framework  astratto  capace  di  modellare 
attacchi SIP arbitrari; in base a tale framework, un generico attacco SIP può 
essere realizzato componendo in modo opportuno un numero limitato di azioni 
e test operanti su un opportuno insieme di messaggi SIP. Il risultato di questa 
astrazione porta a definire una certa tipologia generica di attacco come una 
macchina a stati finiti; il set di input forniti alla macchina e di output attesi 
dalla stessa, vanno a costituire uno specifico attacco. 
Per questo è stata stilata una lista di tutte le operazioni  (azioni e test) che 
risultano necessarie e sufficienti per la realizzazione di tester di sistemi basati 
sul protocollo SIP.
Il risultato dell'implementazione del suddetto framework è un'applicazione 
(operante su sistema operativo Linux)  concepita  in  maniera tale  da essere 
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facilmente  utilizzabile  ed  estendibile  in  maniera  altrettanto  semplice:  ogni 
attacco (la macchina a stati) viene descritto tramite un file di configurazione 
in cui vengono specificate le operazioni che lo compongono, corredato da un 
file di injection  (il set di input ed output) in cui viene inserita una lista dei 
messaggi  SIP  che  verranno  utilizzati  durante  il  suo  svolgimento.  Questa 
coppia di file verrà data in input all'applicazione che istanzierà una macchina 
a stati finiti che si occupi dell'esecuzione delle operazioni specificate.
Data la complessità  dell'applicazione progettata,  l'implementazione non è 
stata  completata:  allo  stato  attuale  gli  attacchi  sono  stati  descritti  infatti 
mediante  apposite classi. Lo sviluppo è stato comunque effettuato sfruttando 
unicamente strumenti open-source, cosa che rende il  tool aperto a sviluppi 
futuri.
In  una  fase  successiva  sarà  necessario  definire  una  grammatica  per  la 
formulazione dei file di configurazione e generare un parser che permetta di 
elaborarlo opportunamente. 
Sarà, inoltre, necessario implementare una classe di logging che permetta di 
registrare  tutti  gli  eventi  che  si  verificano  durante  l'esecuzione 
dell'applicazione.
73
Ringraziamenti
Desidero ringraziare il team di NetResults, presso cui ho realizzato questo 
lavoro  di  tesi,  perché  i  mesi  trascorsi  a  Navacchio  sono  stati  non  solo 
formativi, ma anche divertenti.
Un particolare  ringraziamento  va  a  Francesco Oppedisano  per  i  preziosi 
consigli, a Nicola Bonelli per la pazienza con cui mi ha insegnato tante cose 
nuove (e per avermi fatto fare delle belle risate) e a Martina, perché è una 
vera amica.
Grazie  a  tutti  gli  amici  con  cui  ho  condiviso  questi  anni:  senza  di  loro 
sarebbero certamente stati molto più noiosi.
Un  grande  grazie  va  a  Nadia,  per  le  serate  insonni  alla  Paradisa  e  per 
avermi fatto da mamma durante il periodo universitario.
Infine, un sentito grazie va alla mia famiglia: se sono quel che sono lo devo 
soprattutto a loro.
74
Bibliografia
[1] M. Handley, H. Schulzrinne, E. Schooler, J. Rosenberg, 1999, “SIP: 
Session Iniziation Protocol” (RFC 2543 IETF)
[2] J. Rosemberg, H.Schulzrinne, G.Camarillo, A. Johnston, J. Peterson, R. 
Sparks, M. Handley, E. Schooler, 2002, “SIP: Session Initiation Protocol” 
(RFC 3261 IETF)
[3] H. Schulzrinne, S. Casner, R. Frederick, V. Jacobson, 1996, “RTP: A 
Transport Protocol for Real-Time Applications” (RFC 1889 IETF)
[4] J. Rosenberg, H. Schulzrinne, 2002, “An Offer/Answer Model with the 
Session Description Protocol (SDP) “ (RFC 3264 IETF)
[5] R. G. Garroppo, 2006, “Voice over IP (VoIP)”
[6] P. Resnick, 2001, “Internet Message Format” (RFC 2822 IETF)
[7] ITU, 1991, “Security Architecture for Open Systems Interconnection for 
CCITT Applications” (Recommendation ITU-T X.800)
[8] M. Collier, 2005, “Basic Vulnerability Issues for SIP Security”
[9] D. Endler, M. Collier, 2005,”Hacking Exposed VoIP”
[10] J. Seedorf, K. Beckers, F. Huici, 2008, “Testing Dialog-Verification of SIP 
Phones with Single-Message Denial-of-Service Attacks”
[11] J. Franks, P. Hallam-Baker, J. Hostetler, S. Lawrence, P. Leach, A. 
Luotonen, L. Stewart, 1999, “HTTP Authentication: Basic and Digest 
Access Authentication” (RFC 2617 IETF)
[12] B. Ramsdell, 1999, “S/MIME Version 3 Certificate Handling” (RFC 2632 
IETF)
[13] S. Kent, K. Seo, 2005, “Security Architecture for the Internet Protocol” 
(RFC 4301 IETF)
[14] T. Dierks, E. Rescorla, 2006, “The Transport Layer Security (TLS) 
Protocol”  (RFC 4346 IETF)
[15] www.sipcenter.com
[16] http://sipp.sourceforge.net/
[17] http://www.metalinkltd.com/downloads.php
[18] http://www.ee.oulu.fi/research/ouspg/protos/testing/c07/sip/
[19] http://awgn.antifork.org/codes++/pthread++.hh
[20] http://sofia-sip.sourceforge.net/
75
[21] http://sourceforge.net/project/showfiles.php?group_id=42360
[22] http://awgn.antifork.org/codes++/socket.hh
76
