The Detector Efficiency Calculator (DECal) is a series of Python functions and tools designed to analytically calculate, visualise and optimise the detection efficiency of thermal neutron detectors, which are based on thin-film converters.
Introduction
The European Spallation Source (ESS) ERIC [1] is a joint European organisation committed to the construction and operation of the world's leading facility for research using thermal neutrons. The ESS is designed to be the world's brightest neutron source and the instantaneous neutron flux on detectors at ESS full power will be without precedent. In general, neutron scattering facilities are going toward higher fluxes and this translates into higher demands on instrument and detector performance: higher counting rate capability, better timing and finer spatial resolution are requested among others.
The current thermal neutron detector technology is reaching fundamental limits and most of the neutron sources in the world, including ESS, are pushing the development of their detector technologies [2, 3, 4, 5] , to tackle the increased flux available and the scarcity of 3 He, the so-called "Helium-3 crisis" [6, 7, 8] .
developments arranging several layers are the Multi-Grid [22, 23, 24, 25, 26] , CASCADE [27, 28] and many others [29, 30, 31, 32, 33, 34, 35, 36, 37] .
The difference between the physical processes of a gas-based (such as 3 He) and a solid-converter-based detector (such as 10 B 4 C) is described in detail in [ The authors explain a series of equations to calculate the efficiency of detectors based on thin film neutron converters given the specific geometry of the detector and the neutron beam characteristics.
Detector geometry and neutron beam configuration
A detector can be made of a single or multiple layers. A layer consists of a substrate material, usually Aluminium, on which the 10 B 4 C converter is coated, either on one or both sides. A double-coated layer is referred to as blade.
The number of converter layers, their thickness and their composition matter.
In addition, a detector can contain layers of the same or varying converter thickness. This parameter can be optimised accordingly for a single neutron wavelength or for a distribution of neutron wavelengths, a scenario which is closer to reality in a neuron scattering instrument. The material and thickness of the substrate are not considered in the calculations presented here and will be the topic of a future improvement.
The incoming neutrons can enter this geometrical arrangement at an angle or perpendicularly, depending on the needs of the application (see Fig. 1 ). Both the neutron incident angle and its wavelength (energy) affect the efficiency and thus enter the respective calculation function. The configurations can be exported in JSON format, and this JSON file can be imported with graphical interface as well as in the functions of the library as input.
Software availability
The software is divided in two different repositories. DECal is available in https://github.com/DetectorEfficiencyCalculator/dg efficiencyCalculator In the repository https://github.com/alvcarmona/neutronDetectorEffFunctions the users can find the library that holds the calculation functions. It is also available via easy install via the following command:
Requirements and dependencies
This is a list of hardware and software requirements for the users to access all the features of the tool:
• OS X ≥10.10, Linux Ubuntu 17.4 and CentOS 7 are the OS where the software has been tested
• Multi-core CPU
• 1200×610 screen resolution or higher
• Python v2.7 or 3.3 and higher
• Qt5 for the DECal application
The Python libraries available via pip needed to execute the DECal software are included in the requirements.txt file found in the repository. These are some of them:
• SciPy [43]
• NumPy [44]
• Matplotlib ≥ 1.5.0 [45]
• PySide ≥ 1.2.4
• PyQt5 (not available via pip in some systems)
For more information about the environment needed the user can refer to the requirements.txt file.
Software Design
The classes used to represent the Detector and its parts are the following:
Detector, Blade, B10. The Detector class is the object that represents a detector configuration and has the plot functions. To deal with the construction of the Detector entity with the different parameters there is a class that is built with the Builder pattern [46] . The builder pattern builds a complex object using simple objects and using a step by step approach. The builder function builds a detector entity depending on the parameters given. angle, an applied threshold of 100 keV on the total energy deposition from the ionized conversion products, double-coated layers and a 10 B 4 C converter with a density of 2.24 g/cm 3 [10] .
calculate_eff_json(path)
The function calculates the efficiency of a configuration loaded from a JSON file. The user can generate this configuration via the graphical user interface.
plot_eff_vs_thick(path)
This function plots the detector efficiency as a function of different converter thicknesses. The argument is the path to a JSON configuration file. A typical result is presented in Fig. 3 . Providing a path to a JSON file as parameter, this function plots the efficiency as a function of a monochromatic neutron wavelength. The resulting plot is displayed in Fig. 4 .
optimize_config_same_thick(originPath, destinyPath)
The function returns a list of converter thicknesses optimised to maximise detector efficiency, with the condition that all converter thicknesses are identical. 
Graphical user interface tool
A graphical user interface (GUI) has been developed for easy access to the features of the software. The GUI can be executed running the launch.py script, located in the root folder of the project. This invokes the main window as shown in Fig. 5 . The detector configuration list is empty to start with. To create a new configuration click on the New configuration button and a new window pops up (see Fig. 6 ). Here the user can configure the neutron detector and neutron beam characteristics. When all the parameters are set, the user can proceed to calculate the efficiency, get an optimised configuration, export the data from the plots or export the configuration to a JSON file. The full list of use cases can be found in the use cases section. The tool will display a list of wavelengths and weights (see Fig. 7 ), and a plot (see Fig. 8 ). 
