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RESUMEN 
 
Este trabajo fin de grado se engloba dentro del Programa AUTOPIA, programa 
llevado a cabo en el Centro de Automática y Robótica (CAR) CSIC-UPM, localizado en 
Arganda del Rey, Madrid. Dicho programa investiga el desarrollo de vehículos 
autónomos, es decir, sin conductor; tema de frecuente discusión hoy en día. Este trabajo 
surge de la necesidad de que los vehículos autónomos que circulan en España deben 
incorporar un sistema override o take-over que devuelva el control del vehículo al 
conductor cuando éste intente modificar la dirección o la velocidad. Este requisito está 
regulado por la normativa de la Dirección General de Tráfico. El documento donde 
quedan definidos los requisitos para la circulación de coches automatizados se recoge en 
los anexos del presente trabajo. 
 
 El objetivo final de este trabajo es aumentar la robustez del sistema de control 
desarrollado por el Programa AUTOPIA para la conducción autónoma de vehículos y 
gestionar, de una manera más eficiente, la inicialización de los sistemas de control del 
freno y del volante, además de incluir el sistema take-over anteriormente explicado. 
Actualmente, el sistema se encuentra implementado en un PC con sistema operativo 
Ubuntu y se plantea migrar parte del software a un sistema dedicado. Para ello se 
dispondrá de una placa controladora comercial, la cual será fruto de un previo análisis de 
mercado. Los requisitos mínimos de dicha placa serán: 
- Bajo coste 
- Rendimiento mínimo necesario para gestionar las comunicaciones en el coche 
- Capacidad  de lectura de mensajes CAN (Controller Area Network), típico 
protocolo de comunicación en los coches actuales  
- Comunicación USB con el ordenador principal  
- 2 puertos serie adicionales para la comunicación con los controladores de 
posición digitales del freno y del volante. 
 
El sistema final que se desarrollará para este trabajo fin de grado deberá conseguir 
leer los mensajes que el PC envié a través del USB con una codificación a determinar, 
interpretarlos y mandar las órdenes del ordenador traducidas a la comunicación propia de 
los controladores digitales de los motores de freno y volante. 
 
ETAPA 1: Selección de la Placa 
 
Tras el análisis de mercado, cuyos requisitos fueron detallados en el párrafo anterior, 
y que se encuentra redactado en el Capítulo 4 de esta memoria, se llega a la conclusión 
que la placa microcontroladora que mejor se adapta es la Teensy 3.2. Una vez decidido 
con que Hardware se va a trabajar, se puede pasar a las pruebas de validación y 
posteriormente al desarrollo software. 
 
ETAPA 2: Gestión de la comunicación 
 
 Para la gestión de la comunicación, se ha implementado una máquina de estados, de 
tal manera que se le da prioridad a los tipos de comunicación que se consideran más 
importantes, o que tienen una frecuencia de mensajes mayor. Como ya se ha mencionado 
previamente, el bus CAN en el vehículo manda mensajes con una frecuencia bastante 
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considerable, por lo que éste es considerado prioritario. Además, es de vital importancia 
que una comunicación no bloquee el hilo de ejecución del programa principal en la placa, 
la cual no cuenta con capacidad para multithreading como si tiene por ejemplo un 
ordenador.  
  
 Para la comunicación con el ordenador, que será el encargado de decidir la referencia 
de posición del freno y del volante, se utilizará comunicación serie mediante USB. 
Además se desarrollará un protocolo de comunicación para que las comunicaciones entre 
el ordenador y la placa fuesen rápidas y robustas, objetivo principal de este trabajo. Al 
ser una tarea tan crítica, la comunicación USB también será considerada prioritaria. 
 
 Por otro lado, la comunicación con los controladores digitales de freno y volante se 
realiza mediante el protocolo RS232, basado en comunicación mediante puerto serie. Para 
la comunicación tanto por bus CAN como por RS232 se necesitará de un circuito 
electrónico que se describirá más adelante en este trabajo. 
 
ETAPA 3: Gestión del freno y del volante  
 
Para la calibración y el posterior control de las posiciones del freno y del volante  se 
utilizan dos máquinas de estados. El sistema se encontrará en un estado de PAUSA hasta 
que llegue por USB la orden de empezar la calibración.  
 
Dicha calibración busca establecer la posición cero, la cual los sistemas de freno y 
volante utilizarán como origen. Para la calibración del volante se utilizará la 
comunicación CAN para saber en qué posición se encuentra el volante en dicho momento 
e indicar a la controladora del motor del volante dicha posición actual. En cambio, con el 
propio CAN se podrá detectar cuando el freno está activo moviendo el mismo. 
Estableciendo el punto de conmutación como origen de posiciones del freno. Esta 
calibración es necesaria debido a que la controladora de cada motor funciona mediante 
un Encoder incremental acoplado al eje de dicho motor. Este tipo de Encoder funciona 
contando los pulsos recibidos en el movimiento de dicho Encoder, pudiendo registrar solo 
movimientos relativos, si saber la posición actual del motor. Por esto, se debe indicar a la 
controladora en algún momento de la calibración, cual es la posición actual del Encoder.  
 
Posteriormente, los sistemas de freno y volante, contarán con tres estados básicos 
que configurarán el sistema según las acciones del usuario o del sistema de control. Por 
defecto, los sistemas de freno y volante se encontrarán en un estado de RUNNING, en 
los cuales se ejecutarán las órdenes de posición que lleguen para el freno o el volante. Si 
pasa un determinado tiempo sin que llegue ninguna orden, se pasará a un estado IDLE, 
en el cual de desbloqueará el volante y se llevará el freno a la posición cero. De igual 
manera se procederá si se detecta la acción del usuario sobre estos actuadores provocando 
un override. Si el conductor pisa el freno o hace fuerza en el volante, se pasará a dicho 
estado OVERRIDE, desbloqueando el volante y el freno.  
 
Estas acciones del usuario se detectarán mediante un sensor de presión alojado en el 
pedal del freno y el par ejercido en la columna, dato que se puede obtener de la 
comunicación bus CAN. 
 
ETAPA 4: Pruebas del sistema 
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 Por último se realizaron las pruebas finales para testear todo el sistema desarrollado 
en este trabajo fin de grado. Mediante las pruebas en pista se probó que el ordenador 
embarcado era capaz de trabajar con la Teensy sin grandes errores en la conducción 
autónoma comparado con la conducción utilizando únicamente el ordenador, así como 
que el sistema era capaz de detectar los overrides del conductor, tanto en el freno como 
el volante, y la correcta vuelta al sistema autónomo. Tras estas pruebas se concluyó que 
el sistema con la Teensy era perfectamente compatible y válido para la conducción 
autónoma junto con el ordenador embarcado, aportando como ventaja la detección del 
override y la reducción de carga computacional en la gestión de la calibración de los 
actuadores. 
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EXECUTIVE SUMMARY 
 
This final degree project forms part of AUTOPIA program which is carried out in 
Centre of Automatics and Robotics (CAR) CSIC-UPM, located in Arganda del Rey, 
Madrid. In this program, the autonomous vehicles development is investigated, topic 
which is frequently discussed nowadays. This project arises from the need to incorporate 
an override or take over system in all autonomous cars which drive in Spain. The override 
system will allow the driver to take over the control of the car when he or she try to modify 
the speed or the direction of the vehicle. This requirement is regulated by Dirección 
General de Tráfico in a document which is included in the bibliography [3]. 
 
The final aim of this project is to increase the control system robustness which was 
previously developed by AUTOPIA program for vehicles autonomous driving, and to 
handle more efficiently the steering wheel and brakes control system boot, apart from 
including the override system which has just been explained. Nowadays, the control 
system is implemented in an embarked computer which has Ubuntu operating system and 
part of the software is planned to migrate to a dedicate Hardware. For it, it would be 
necessary a commercial microcontroller board, which will be selected after a market 
analysis. The requirements for the board are: 
 
- Low cost 
- Minimum performance needed for handle all types of communication in the 
vehicle. 
- Ability to read CAN (Controller Area Network) messages, typical communication 
protocol in vehicles 
- USB communication with the embarked computer 
- 2 additional serial ports for the communication with the steering wheel and brake 
digital position controller. 
 
The final developed system in this final degree project will have to read all the 
messages sent by the embarked computer through USB communication, interpret them 
and send the position orders to the steering wheel and brake position controller using 
RS232 communication. 
 
Step 1: Board Selection 
 
The market analysis, which is more in detail explained in the Chapter 4 of this 
document, concludes that the microcontroller board which fits best with the requirements 
is Teensy 3.2. Once Hardware is decided, it is possible to move to validation tests and 
software development. 
 
Step 2: Communication management 
 
For communication handling, a state machine was implemented in such a way that 
some types of communication are considered to have more priority. These ones are more 
important like USB communication which is critical in this system or have a higher 
frequency of messages in the vehicle such as CAN. Furthermore, it is vital that any 
communication do not block the unique execution thread in the board.  
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vi Escuela Técnica Superior de Ingenieros Industriales (UPM) 
 
USB communication is used for the messages between the PC which is responsible 
for deciding in which positions should be the brake and the steering wheel every moment 
and the Teensy. In addition, a new communication protocol was created in order to 
increase the speed and the robustness of this communication, principal aim of this project. 
 
On the other hand, the communication with the digital position controller is based on 
RS232 protocol. This type of communication and CAN bus need an external electronic 
circuit. 
 
Step 3: Steering wheel and brake management 
 
Two state machines are used for the system calibration and the actuators position 
control. Initially, the system will be in a PAUSE state until the specific order for begin 
the calibration is received. 
 
The calibration seek the zero position, in other words, the actuators origin of 
coordinates. CAN communication will be used for knowing in which position is the 
steering wheel in that moment and, after that, giving that data to the position controller. 
On the other hand, CAN communication also emit messages related to the brake and it is 
possible to obtain if the brake is stepped on. The brake origin of coordinates will be the 
change between the when the brake is stepped on and when is not, and it will be detected 
moving the brake pedal and forcing its state to change while Teensy is reading CAN 
messages. This calibration is needed because of the position controllers works with 
incremental encoders which are joined to the motors. This type of encoders count the 
number of pulses received and can only register relative movements without knowing the 
absolute position of the motor. That is why giving the position of the actuator is needed 
at the beginning for the correct performance of the system. Thereafter, the position control 
of the brake pedal and the steering wheel come down to a specific number of encoder 
pulses. 
 
After the calibration, three states will configure the actuators systems depending on 
how the driver or the embarked computer behave. By default, both systems will be in 
RUNNING state, in this state all the position orders received by USB will be executed. If 
any message is not received during certain time, IDLE would be the next state. During 
IDLE state the steering wheel will be shut down and the brake will remain at zero position 
allowing the driver to take control of the vehicle. The same procedure will be used if it is 
detected any driver force in the brake or in the steering wheel, moving the state machine 
to OVERRIDE state. 
 
These driver actions are detected through a pressure sensor located within the brake 
pedal and the CAN message of torque at the power steering. 
 
Step 4: System tests 
 
Finally, the systems developed in this final degree project were tested to confirm its 
correct operation. Through the track tests, it was proved that the computer was able to 
work with the Teensy without provoking huge errors in the autonomous driving. 
Moreover the system was also able to detect and handle an override made by the driver 
not only in the brake but also in the steering wheel and the correct turn to autonomous 
mode. After these tests it was concluded that the PC and the Teensy were perfectly 
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compatible and valid for the autonomous driving. The combination of both, give other 
advantages such as overrides detection and computational load reduction while handling 
the actuators calibration. 
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1. INTRODUCCION 
 
El presente trabajo fin de grado surge de la necesidad de implementar diversos 
sistemas requeridos por la DGT, para la circulación de vehículos autónomos en España. 
Uno de estos sistemas, se trata de un sistema override o take-over con el cual, cuando el 
usuario tome el control del vehículo, actuando en volante freno o acelerador, el coche 
debe desactivar automáticamente el modo autónomo, dejando al conductor todo el control 
sobre el mismo. 
 
Este TFG fue desarrollado dentro del Programa AUTOPIA, grupo de investigación 
parte del Centro de Automática y Robótica (CAR CSIC-UPM) alojado en Arganda del 
Rey y especializado en la automática y la robótica. En concreto, el programa AUTOPIA 
basa su investigación en el vehículo autónomo y otros sistemas ligados a los mismos. Este 
trabajo busca migrar parte del software implementado en un vehículo autónomo del 
grupo, para encontrar otro tipo de soluciones más robustas que quiten carga 
computacional al ordenador principal embarcado en el coche. El sistema aquí 
desarrollado, será implementado en una placa microcontroladora comercial, con la cual 
se deberán manejar los actuadores longitudinales y laterales, es decir, freno y volante, 
recibiendo las órdenes de control del ordenador principal del coche. 
 
Además, el sistema desarrollado deberá contar con el sistema take-over anteriormente 
mencionado, y realizar la calibración de los sistemas actuadores que anteriormente eran 
ejecutados por el ordenador principal. Por último, la migración del software no debe ser 
causa de retrasos en el sistema global del vehículo los cuales produzcan una corrección 
errónea o ineficiente del mismo. Por tanto uno de los requisitos fundamentales de este 
trabajo será la eficiencia, otro, como no podría ser de otra manera al tratarse de un 
vehículo autónomo que conlleva una responsabilidad legal y personal, será la robustez, 
es decir, la poca predisposición a fallos. Es por esto, que tanto la elección de la placa 
microcontroladora como su programación serán de alta importancia. Junto a estos últimos 
requisitos, la comunicación USB con el ordenador embarcado también puede ser 
considerada crítica, ya que de ésta dependerán todas las órdenes de posición y toda la 
ejecución del resto del sistema. 
 
Para probar el correcto funcionamiento y la validez del sistema, en las últimas fases 
de este trabajo de realizaron pruebas en circuito cerrado, en las pistas con las que cuenta 
el CAR CSIC-UPM en Arganda del Rey. En éstas pruebas se corroboraron tanto las 
correctas comunicaciones como los sistemas take-over del freno y del volante. 
Adicionalmente, se compararon los casos de conducción autónoma con el sistema 
desarrollado en este trabajo y sin él para las mismas trayectorias programadas para tener 
así un modo fácil de comparación de tanto el rendimiento como de los errores de las 
mismas. 
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2. OBJETIVOS 
 
Los objetivos fundamentales de este trabajo son: 
 
 La migración y adaptación de parte del control longitudinal y lateral del vehículo, 
tratando de conseguir un sistema más robusto, es decir, dado a menor número de 
fallos. Para ello se utilizará una placa microcontroladora comercial. 
 
 La migración y adaptación de la máquina de estados de los sistemas de control de 
volante y freno, los cuales, sin una correcta inicialización, no desempeñan su papel 
adecuadamente.  
 
 La implementación de un sistema take-over que devuelva el control del vehículo 
al usuario siempre que éste actúe sobre freno o volante siguiendo los 
requerimientos de la DGT para la circulación de vehículos automatizados. Este 
sistema, gestionado por el mismo sistema microcontrolador, utilizará  tanto 
sensores propios del vehículo como sensores externos, los cuales han sido 
instalados en paralelo al desarrollo de este trabajo. 
 
 Realizar un análisis posterior en que se pueda comparar el rendimiento y la carga 
a la que se somete al ordenador principal  embarcado en el vehículo, como el 
retardo en las comunicaciones producidas por interponer otro sistema de control 
entre el ordenador y la controladora de los motores. 
 
Para alcanzar estos objetivos se definió inicialmente una metodología de trabajo 
basada en pequeños objetivos intermedios los cuales se fueron cumplimentando según 
avanzaba el desarrollo de este trabajo. Dichos objetivos parciales fueron: 
 
o Revisión de placas y microcontroladores comerciales, y en paralelo, revisión y 
comprensión del software del vehículo a migrar. Una vez decidida la placa 
utilizada, se pasó a la instalación de los programas y componentes necesarios para 
el desarrollo de programas. 
 
o Pruebas parciales de rendimiento en el microcontrolador. Se somete a la placa a 
pruebas de validación, tras el montaje del circuito electrónico necesario, para 
testear que puede manejar la cantidad de mensajes y su decodificación sin un 
retardo excesivo, necesario para el objetivo de este trabajo. 
 
o Documentación y desarrollo de las funciones y los protocolos necesarios para la 
comunicación de la placa con los controladores digitales de los motores 
encargados del giro de freno y volante (a partir de aquí EPOS). Así mismo, se 
monta el circuito electrónico apropiado a partir del anterior, y se prueba que esta 
comunicación es suficientemente rápida y, también, compatible con las demás 
comunicaciones con el vehículo. 
 
o Implementación de una máquina de estados que sea capaz de gestionar todas las 
comunicaciones requeridas. Además en esta misma fase, se desarrollaron las 
funciones básicas de comunicación con las EPOS. 
 
Objetivos 
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o Desarrollo propio de un protocolo de comunicación con el ordenador mediante 
comunicación USB. Se realizan pruebas en las cuales el ordenador puede 
establecer la posición tanto del freno como del volante a través de la placa 
microcontroladora. 
 
o Implementación de las máquinas de estado definitivas, utilizadas para la 
calibración, la comunicación y ejecución de órdenes desde el ordenador, para el 
freno y el volante.  
 
o Pruebas reales en el vehículo para la inicialización y calibración del freno y del 
volante. Así como el envío de posiciones concretas mediante USB. 
 
o Implementación y pruebas del sistema take-over desde el volante. 
 
o Instalación, cableado de los componentes necesarios para el take-over del freno. 
Así como la implementación software del sistema en el programa principal. 
 
o Desarrollo de un programa que capture las órdenes del sistema de control 
publicados mediante LCM en el ordenador principal embarcado en el vehículo, y 
envíe los mensajes mediante la codificación apropiada por USB. 
 
o Implementación en el mismo programa de un método para capturar los mensajes 
recibidos por USB en el ordenador y publicar dicha información por LCM. 
 
o Recopilación y documentación de los resultados. 
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3. ESTADO DEL ARTE 
 
3.1 El vehículo autónomo 
 
De todos es sabido que el vehículo autónomo es un tema de alta expectación hoy en 
día. Muchas empresas mundialmente conocidas trabajan tanto en software, como Google 
o Uber, como en hardware, donde cabe destacar a Intel y Nvidia.  
 
El Hardware se utiliza para recopilar la mayor cantidad de información disponible a 
su alrededor y, con ella, tomar decisiones acertadas. El Hardware de un vehículo 
automatizado se puede resumir en GPS, sistema de navegación inercial, y distintos 
sensores como pueden ser, un lídar (sensor láser) y una cámara de visión. Los datos de 
los distintos sensores son filtrados y combinados para hacer un mapa del entorno de donde 
reconocer señales y evitar obstáculos, así como de conocer continuamente la posición 
actual en la que se encuentra. Básicamente, se puede decir que el lídar mediante diferentes 
pasadas calcula las distancias a los objetos de su alrededor y el GPS mediante la conexión 
con diversos satélites triangula su posición. Dado que la automatización del vehículo 
requiere de una precisión considerablemente alta, los datos del GPS deben ser 
combinados con los datos recibidos por navegación inercial, así la estimación de la 
posición será bastante más precisa que dependiendo únicamente del GPS con el que se 
pueden producir retrasos inaceptables por los requerimientos del sistema. 
 
 
Figura 1. Hardware vehículo autónomo [1] 
 
El software es el encargado de obtener todos los datos de los sensores, procesarlos y 
combinarlos de la mejor manera posible, para la toma de decisiones. Actualmente la 
tendencia se decanta por el software basado en Machine Learning. 
 
Pero no todo es hardware y software, la integración juega un papel fundamental y el 
mundo de los vehículos autónomos es bastante serio ya que, atendiendo a las estadísticas 
Estado del Arte 
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de varias compañías de seguros, el 90% de los accidentes en carretera son debidos al 
factor humano [2]. Dicho porcentaje se podría reducir drásticamente con la entrada en 
circulación de los vehículos automatizados. Además la automatización de los vehículos 
puede ofrecer más ventajas como pueden ser la optimización de rutas, la reducción de 
atascos, provocados entre otras cosas por el factor humano, junto a una mayor eficiencia 
en el consumo. 
 
3.1.1 Historia del vehículo autónomo 
 
El coche autopilotado se empezó a soñar, y a desarrollar primitivamente, hace mucho 
tiempo. La primera muestra de ello se debe a una pequeña empresa local de Milwaukee, 
que en la década de los años 20, ya hizo una demostración de que un vehículo podía 
operar sin conductor, lo que por aquel entonces, sería considerado una locura. 
 
La responsable de la proeza fue Achen Motor en 1926, se sabe que dicha empresa 
fue distribuidora de coches y camiones. Puede que la empresa no fuera continuase el 
desarrollo de aquel primitivo vehículo autónomo, pero no hay que restarle mérito a lo que 
consiguió en aquella época. El vehículo se controlaba desde otro que lo seguía por detrás 
y le enviaba órdenes a través de un sistema basado en comunicación por ondas de radio, 
leídas mediante un receptor instalado en el primer coche. 
 
En las décadas siguientes, no se supo más del prototipo de Achen Motor. Pero más 
adelante, en la exposición Futurama de 1939, en la que se trataba de idear cómo sería la 
vida 20 años más tarde, apareció de nuevo la idea del coche sin conductor. La idea de 
tener un vehículo que condujese solo para los años 60 fue bastante optimista. Sin 
embargo, el evento estuvo patrocinado por la General Motors, que se encargó de crear 
modelos carreteras automáticas, que insuflaban energía a vehículos eléctricos controlados 
por radio.  
 
 
Figura 2. Futurama, la exposición de Nueva York 1939 [2] 
 
Posteriormente, ya en la década de los 60, después de la Segunda Guerra Mundial, 
época de desarrollo prácticamente bélico, proyectos diferentes de la Radio Corporation 
of America y de la propia General Motors exploraron esta posibilidad. 
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La historia de los vehículos autónomos, como tales, le debe también buena parte de su 
desarrollo a Alemania y, en concreto, a Ernst Dickmanns. Este profesor de la Bundeswehr 
University de Múnich, es considerado como uno de los mayores expertos en inteligencia 
artificial de su época. Su logro más destacado fue cuando lideró un equipo que construyó 
el primer vehículo realmente robotizado. Utilizó visión sacádica, la cual se basa en 
movimientos rápidos de los ojos u otras partes de animales o dispositivos, cálculos 
probabilísticos y computación paralela, que permite resolver muchos problemas 
simultáneamente y es modelo, hoy, de la tecnología que utilizan los procesadores con 
múltiples núcleos actualmente. 
 
Posteriormente varios países europeos y fabricantes de automóviles se lanzaron a 
profundizar en la investigación del vehículo autopilotado. Parte de este proyecto fue 
financiado por la Comisión Europea, buscando mitigar los problemas de tráfico en las 
ciudades. Como resultado, en 1994 un Mercedes 500 SEL, recorre más de 1.000 km en 
la circunvalación de París, adelantando a vehículos que circulaban más lento y alcanzando 
una velocidad cercana a los 130 km/h. 
 
 
Figura 3. Mercedes Clase S 1995 sin conductor [2] 
 
Un año después, otro modelo, cuyas modificaciones fueron llevadas a cabo por 
Dickmanns, en esta ocasión un Mercedes Clase S, recorrió 1678 km en autovía, desde 
Múnich a Dinamarca y vuelta. En este experimento, el vehículo condujo durante 158 km 
sin que fuese necesaria ninguna intervención humana y alcanzó los 180 km/h de 
velocidad. [2] 
 
El resto de la historia de los vehículos autónomos es más conocida. Pero cuando, 
realmente, estas máquinas han alcanzado notoriedad ha sido tras el anuncio del Google 
Car, que se construyó implementando tecnología punta de procesamiento y conexión a 
Internet. Actualmente Google no es la única compañía que trabaja en esta dirección. Otras 
marcas como las estadounidenses Ford, General Motors, las alemanas Mercedes, Audi y 
Volskwagen o las japonesas Nissan y Toyota ya cuentan también con sus prototipos. 
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3.1.2 El vehículo autónomo en la actualidad 
 
La DGT define el vehículo autónomo como: 
 
“Todo vehículo con capacidad motriz equipado con tecnología que permita su 
manejo o conducción sin precisar la forma activa de control o supervisión de un 
conductor, tanto si dicha tecnología autónoma estuviera activada o desactivada, de forma 
permanente o temporal. “ 
 
 Es decir, no se considerarán vehículos autónomos aquellos que solamente cuenten 
con sistemas de seguridad activa o de ayuda a la conducción y, por tanto, requieran 
supervisión humana activa, pero sí aquellos vehículos que incorporan tecnología con 
funciones asociadas a los niveles automatización 3,4 y 5 recogidos en la tabla 1. Se 
diferencian además para estos vehículos dos modos de conducción: 
 
• MODO AUTÓNOMO: modalidad de conducción consistente en el manejo o 
conducción del vehículo autónomo sin el control activo de un conductor cuando su 
tecnología autónoma está activada. 
 
• MODO CONVENCIONAL: modalidad de conducción de un vehículo autónomo 
en la que la tecnología autónoma está desactivada y su conducción o manejo debe 
efectuarse mediante el control activo de un conductor.  
 
Normalmente se clasifican los vehículos autónomos según su nivel de 
automatización. Existen 6 niveles de automatización cuyas características se definen en 
la siguiente tabla: 
 
NIVELES DENOMINACION TAREAS DEL CONDUCTOR 
0 Sin Automatización Todas las tareas de conducción 
1 Conducción 
Asistida 
Tareas de dinámica lateral o longitudinal 
2 Parcialmente 
Automatizada 
Supervisión de las tareas de conducción 
3 Automatizada 
Condicionada 
No es necesaria la constante supervisión, Pero sí estar 
en guardia para reanudar la conducción 
4 Altamente 
Automatizada 
El conductor no es requerido 
5 Plenamente 
Automatizada 
N/A 
 
Tabla 1. Niveles de automatización [4] 
 
 Desde el nivel 3, es necesario que el sistema de control sea el encargado de toda la 
conducción, tanto longitudinal como lateral, así como de ser capaz de controlar el entorno.  
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El salto entre el nivel 3 y 4 es debido a que el conductor es el que se encarga de resolver 
los conflictos en caso de contingencia, mientras que en los niveles 4 y 5 ya es el propio 
sistema el que puede encargarse de ello, lo que provoca ciertos problemas éticos a resolver 
en el futuro. 
 
 Actualmente los coches mayoritariamente se consideran de nivel 0 o 1, es decir, el 
conductor siempre debe realizar tareas de conducción. Aunque los vehículos actuales 
cuentan con sistemas de ayuda a la conducción que tuvieron su origen en una primera 
idea de un vehículo autónomo. Entre estas ayudas a la conducción podemos destacar: 
 
o Control de crucero adaptativo: Se establece una velocidad crucero deseada que es 
regulada en función de la distancia con otros vehículos que se encuentren delante. 
o Aparcamiento automático inteligente. 
o Mantenimiento dentro del carril. 
 
Sin embargo, ya existen vehículos con niveles de automatización superiores, Tesla 
Motors comercia su sistema Autopilot, considerado de nivel 3. Y es de destacar el salto 
mediático y de interés global de los vehículos autónomos en 2017. Se podría decir que 
todas las grandes marcas de vehículos se han lanzado a desarrollar niveles 4 y 5. Este 
“boom” por ver quién es la primera marca en conseguirlo, influenciado, tal vez, por la 
alta competitividad entre marcas tecnológicas y fabricantes de vehículos, va influir 
claramente en la rapidez con la que se obtendrá el deseado nivel 5 de automatización. 
 
 
Figura 4. Tesla Autopilot [1] 
 
Y es debido a que el desarrollo de la tecnología nunca se para, se puede hoy ver que 
lo que era un mero sueño hace unos años, se está convirtiendo en una realidad, y de esa 
realidad forma parte el Programa AUTOPIA.   
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3.2 Programa AUTOPIA 
 
El Programa AUTOPIA se desarrolla dentro del Centro de Automática y Robótica, 
centro mixto del Consejo Superior de Investigaciones Científicas (CSIC) y la Universidad 
Politécnica de Madrid (UPM) [5]. El CAR se basa en la investigación para el desarrollo 
de nuevas aplicaciones en los campos de la Automática y la Robótica contribuyendo tanto 
al avance del conocimiento, como a la resolución de problemas concretos. Para ello, el 
CAR posee dos sedes, una de ellas en la Escuela Técnica Superior de Ingenieros 
Industriales, y la otra en las instalaciones de Arganda del Rey. En esta última, se aloja el 
Programa AUTOPIA, el cual posee varios vehículos y pistas, que simulan un área urbana, 
para pruebas  en circuito cerrado. 
 
Dicho grupo de investigación se centra en la intención de mitigar las posibles 
limitaciones, sobre todo en situaciones complicadas como pueden ser las ciudades, para 
los vehículos totalmente autónomos a través de un control hombre-máquina y la 
cooperación con otros elementos que podemos encontrar en las carreteras, como 
semáforos y otros vehículos. El programa cuenta con una amplia experiencia en: [6] 
 
 Desarrollo e implementación de arquitecturas de toma de decisiones en un 
vehículo autónomo, así como, avanzados sistemas de control para dichos 
vehículos. 
 Diseño e implementación de soluciones cooperativas basadas en la comunicación 
entre vehículos. 
 Sistemas de interacción hombre máquina en caso de fallo. 
 Modelado, simulación y control de sistemas físicos y virtuales introducidos en los 
vehículos inteligentes. 
 Fusión sensorial y procesamiento inteligente de señales cuyo objetivo no es otro 
que buscar la seguridad de los pasajeros que ocupan el vehículo. 
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4. JUSTIFICACION DE LA PLACA SELECCIONADA 
Se proponen desde el primer momento las siguientes placas microcontroladoras: 
- Arduino Uno 
- Arduino Mega 
- Teensy 3.2 
Las características de las placas mencionadas se detallan en la siguiente tabla: 
FEATURE ARDUINO UNO ARDUINO MEGA TEENSY 3.2 
CLOCK SPEED 16 MHz 16 MHz 72 MHz 
FLASH MEMORY 32 KB 256 KB 256 KB 
RAM 2 KB 8 KB 64 KB 
EEPROM 1 KB 4 KB 2 KB 
DIGITAL I/O PINS 14 54 34 
ANALOG I/O PINS 6 16 21 
CAN BUS NO NO YES 
Serial Ports 1 3 3 
Price (approx.) 25€ 40€ 18€ 
Tabla 2. Características de Microcontroladores [7], [8] 
 
  Se recuerdan los requerimientos con los que debía contar el Hardware a seleccionar: 
 
- Bajo coste. 
- Rendimiento mínimo necesario para gestionar las comunicaciones en el coche 
- Capacidad  de lectura de mensajes CAN (Control Area Network), típico 
protocolo de comunicación en los vehículos actuales. 
- Comunicación USB con el ordenador principal. 
- 2 puertos serie adicionales para la comunicación con los controladores de 
posición digitales del freno y del volante. 
 
Teniendo esto en cuenta, las tres placas cumplirían con el requisito de bajo coste. A 
su vez, la placa Arduino UNO quedaría descartada porque solo sería capaz de 
comunicarse con el ordenador mediante USB, invalidando todos los demás requisitos de 
comunicación. Por último se optó por la Teensy 3.2 sobre Arduino Mega debido a su 
menor coste (véase que es aproximadamente la mitad) y su capacidad de comunicación a 
través de bus CAN. Considerando además su mayor capacidad y velocidad de cálculo 
debido a una mayor cantidad de memoria RAM y un procesador que funciona a una 
velocidad de reloj bastante mayor y con un bus de datos de 32 bits frente a los 8 bits con 
los que funciona el procesador que monta el Arduino Mega. Aunque no se muestra en 
esta última tabla, por tratarse de un dato subjetivo, el tamaño de la placa es 
considerablemente menor a un Arduino Mega que para la instalación en un coche pequeño 
como con el que cuenta el Programa AUTOPIA puede suponer una ventaja considerable. 
 Cabe señalar como desventaja de la placa seleccionada, Teensy 3.2, que la misma 
cuenta con una documentación bastante inferior a la que puede ser encontrada para 
Arduino, marca mayormente conocida. A su vez, la instalación de los programas 
necesarios para su uso, como pueden ser el compilador y su integración en un entorno de 
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desarrollo [9, 10], puede llegar a ser caótica comparado con las facilidades que aporta el 
IDE (Integrated Development Environment) de Arduino. Lamentablemente ninguna de 
las tres placas contaba con un debugger software, lo que complicó la detección de errores. 
  
Una vez decidida el modelo de la placa controladora se pasará al siguiente capítulo 
del trabajo, donde se extenderá todo lo relativo al Hardware.
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5. HARDWARE EMPLEADO 
 
5.1 Teensy 3.2 
 
Como ya se ha justificado en el punto anterior, la placa seleccionada fue la Teensy 
3.2 la cual posee un procesador ARM Cortex M4 de 32 bits que trabaja a una frecuencia 
de reloj de 72MHz. Dichas especificaciones se comprobaron que fuesen adecuadas en las 
pruebas de validación posteriormente descritas en este trabajo. Para empezar a desarrollar 
este apartado dedicado al Hardware y en concreto al sistema microcontrolador, que es de 
importancia vital en este trabajo, se muestra su pinout: 
 
 
Figura 5. Teensy 3.2 Pinout [7] 
 
En la imagen se puede apreciar en qué posiciones se encuentran los pines que son 
necesarios para el desarrollo de este trabajo. Se recuerda, además, que se desea una 
comunicación mediante CAN bus con lo cual los pines 3 y 4 serán utilizados para tal 
función. Respecto a las 3 comunicaciones mediante puerto serie se eligió mantener la 
entrada micro-USB que trae consigo el propio microcontrolador para la comunicación 
con el ordenador. Finamente, se optó por elegir el puerto Serial3, pines 8 y 7, para el 
volante y el puerto Serial2, pines 10 y 9, para la comunicación con el freno. 
Posteriormente se verá que el identificador del freno en las comunicaciones es el número 
2, lo que aporta coherencia a este modo de elegir los puertos. 
 
No está de más comentar que los pines TX y RX son los comúnmente utilizados para 
comunicaciones UART, donde RX es el pin para la recepción y TX es el pin para la 
transmisión. Para poder transmitir y recibir la información deseada mediante los 
protocolos anteriormente comentados, va a resultar necesario la utilización de otros 
elementos electrónicos y eléctricos. 
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5.2 EPOS: Controlador de posicionamiento digital 
 
Estos dispositivos son los encargados de controlar los motores que mueven freno y 
volante en el vehículo. Se trata de un controlador de posicionamiento en formato modular 
creado por Maxon Motor [11]. Su funcionamiento se basa en gestionar y controlar la 
posición del motor, el cual tiene acoplado un Encoder incremental. Pueden configurarse 
diversos parámetros como el modo en el que va a actuar el motor, ya sea modo de 
velocidad constante o modo de posición, ambos utilizados en este trabajo. También, se 
puede regular otros parámetros como la intensidad máxima y los valores del regulador 
PID que el propio controlador emplea para el control de los motores. Además, este 
controlador admite diversos tipos de comunicación como son el RS232, CAN y USB. Es 
también posible comunicar una EPOS con otras conectadas a ella mediante bus CAN, 
asignando a cada una de ellas un valor de Nodo distinto  [12]. La EPOS sólo responderá, 
para todo tipo de comunicación, a los mensajes cuyo valor asignado al Nodo coincida con 
el suyo. Esto puede resultar bastante útil porque se podría preguntar a una EPOS el estado 
de su compañera en casos en los que, por ejemplo, alguna comunicación haya fallado. 
 
En este trabajo se comunicarán las EPOS y la Teensy por RS232, liberando así al 
ordenador de carga en la comunicación con éstas. 
 
5.3 Circuito eléctrico 
 
Tanto para la comunicación mediante CAN Bus como para RS232 las tensiones 
implicadas en dichas comunicaciones no son compatibles con las que maneja la Teensy. 
Las señales en los pines RX y TX son TTL que se caracteriza, en este caso con esta placa, 
por una tensión de salida aproximada a 3.3V. Esta tensión no es compatible con los 
protocolos ya que CAN Bus tiene como características las tensiones entre -2 y 7V y 
RS232 entre +15 y -15V, como valores límite. 
 
  Otro inconveniente se pudo encontrar en que la placa seleccionada es alimentada a 
5V desde el ordenador, pero ésta trabaja a una tensión de 3.3V. Para conseguir una salida 
desde la placa hacia el circuito eléctrico de 5V se utilizó el pin que se recuadra en rojo en 
la imagen Figura 5. Dicho pin está conectado con la alimentación del USB de la cual se 
obtienen los 5V que son necesarios para los circuitos integrados, imprescindibles para las 
comunicaciones, los cuales se detallan a continuación. 
 
5.3.1 MCP2561 High-Speed CAN Transceiver 
 
Este circuito integrado [13] sirve como interfaz de comunicación entre la controladora 
del protocolo CAN [14], como es en este caso la Teensy, y los dos cables físicos 
necesarios para la comunicación CAN. 
 
La comunicación CAN se realiza a través de dos cables trenzados denominados: 
CAN-L y CAN-H. El bus tiene dos estados definidos: dominante, cuando los cables se 
encuentran a distinta tensión, y recesivo, cuando ambos cables se encuentran a la misma 
tensión. Los distintos nodos deben estar conectados a resistencias de 120Ω mediante 
cables trenzados. Esta combinación aporta protección frente a interferencias 
electromagnéticas al Bus. Todos los nodos del bus CAN deben trabajar a la misma 
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velocidad de transferencia, la cual vendrá impuesta por la tasa de transferencia que utiliza 
el vehículo por defecto, este tema se ampliará en el apartado 6.1.2.3. 
 
Para la conexión de la Teensy con el conector DB9 que es el encargado de la 
transmisión de mensajes CAN en el vehículo se utilizó el siguiente circuito: 
 
 
 
Figura 6. Circuito de conexión Teensy y CAN mediante MCP2561 [13] 
 Como se puede observar es un circuito bastante sencillo que solo necesita de tres 
resistencias y dos condensadores. También se ve que la alimentación del mismo es a 5V, 
razón por la cual se decidió soldar un pin específico de la placa controladora recuadrado 
en rojo en la Figura 5, para obtener dicha línea de alimentación. 
 
5.3.2 MAX232 
 
Para la comunicación mediante RS232 [15], que utilizan los controladores digitales 
de posición del freno y el volante, fue necesaria la incorporación al circuito general del 
MAX232 [16]. Dicho circuito integrado, alimentado también a 5V permite la conversión 
de tecnología TTL [17] al protocolo RS232 y viceversa mediante dobladores de tensión 
positivos y negativos, los cuales consiguen obtener la señal bipolar (típicamente alrededor 
de +/- 6V) requerida por el estándar. 
 
El modo de conexión del integrado al circuito general, obtenido de su datasheet u hoja 
de características puede esquematizarse en la figura siguiente: 
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Figura 7. Circuito de conexión entre las EPOS y la Teensy mediante MAX232 
 
 Como se puede observar, este integrado permite la conversión RS232-TTL de dos 
comunicaciones totalmente independientes, como son en nuestro caso freno y volante. 
Esta característica fue de bastante utilidad de cara a la simplicidad del circuito eléctrico. 
También cabe destacar la utilización de únicamente tres condensadores requeridos por el 
propio integrado para su correcto funcionamiento. 
 
Los cables de comunicación con las EPOS son conectados desde sus respectivos pines 
en el conector DB9 al MAX232. Es preciso señalar que el pin 3 del conector DB9 es 
equivalente al TX de la EPOS y el pin 2 es equivalente al RX. Además, el pin 5 del DB9, 
sirve para poner todas las comunicaciones al mismo nivel de tierra, es decir, que todas las 
comunicaciones y elementos del circuito tengan la misma referencia. 
 
 
5.3.3 Sensor de presión 
 
 El sensor de presión estará alojado en el pedal del freno, con el cual se pretenderá 
recibir cuando el usuario está haciendo una fuerza en el mismo. A partir de la hoja de 
características del mismo se puede apreciar que el sensor resistivo ofrece una resistencia 
eléctrica bastante alta en el estado de reposo, es decir, sin que nada perturbe sus 
características y una resistencia eléctrica bastante inferior cuando se está ejerciendo una 
presión sobre él. 
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Figura 8. Relación fuerza-resistencia 
 
Para la detección de la pisada del conductor se propusieron dos alternativas típicas en 
los algoritmos de las placas microcontroladoras: gestión por interrupción o por consulta 
periódica. El primer caso supondría que la Teensy sufriese una interrupción cada vez que 
el conductor pisase el freno, dejando el programa donde estuviese para luego volver al 
mismo punto, habiendo realizado las modificaciones oportunas en la subrutina de 
interrupción. Por otro lado, la consulta periódica se realizaría preguntando si el freno está 
pisado de manera apropiada cada cierto tiempo. Se eligió finalmente la opción de consulta 
periódica ya que la interrupción pondría en riesgo la robustez del sistema ya desarrollado 
en cuanto que ésta puede saltar en cualquier momento además de que para provocar un 
uno lógico en la Teensy para que se produzca la interrupción la fuerza necesaria en el 
sensor era demasiado alta. Esto, unido a que al tratarse la pisada del usuario un sistema 
físico la duración de dicha acción es considerablemente superior a varios ciclos de 
ejecución del programa, por lo que es imposible saltarse el evento de detectar que el pedal 
está pisado.  
 
La consulta periódica no supondría, tampoco, un inconveniente ya que obtener el 
valor analógico de un pin es considerablemente rápido, y no afecta por tanto al 
rendimiento del programa principal. Una vez detectado el pedal como pisado se cambia 
el valor de alguna bandera, y si esto no sucede, se seguiría con la ejecución normal del 
programa. Además para evitar posibles errores de lectura o pisadas demasiado cortas para 
ser consideradas suficiente para apagar el sistema autónomo, se incluye un sistema por el 
cual sólo se considerará una pisada válida, aquella cuyas 5 últimas lecturas de presión 
posean un valor medio mayor que un valor determinado. Este valor quedará determinado 
en el apartado 8.2.1. 
 
La inclusión de dicho sensor en el circuito eléctrico se realizó como sigue. En primer 
lugar se tuvo en cuenta que es un sensor de resistencia variable, con lo cual la manera 
más sencilla de detectar variaciones es con un divisor de tensión, con el cual se podrá 
medir fácilmente valores de tensión en la Teensy. Consecuentemente, si el sensor puede 
llegar a valores relativamente bajos de resistencia eléctrica, para evitar un consumo de 
intensidad elevado, se optó por acompañar al sensor con otra resistencia variable o 
potenciómetro de valor nominal de 1 kΩ, que juntas forman el divisor de tensión. Además 
el potenciómetro aporta la capacidad de regular su resistencia interna permitiendo una 
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calibración más sencilla y adecuada una vez que esté montando el circuito. Alimentando 
ambas resistencias entre 3,3V y GND, del punto de conexión entre ambas se obtendrá un 
valor de tensión dependiente de la presión ejercida en el sensor. En la Teensy se procederá 
a leer valores que oscilarán desde 0 hasta 1023 para una lectura analógica correspondiente 
al rango 0 – 3.3V. En realidad en el estado de reposo se obtienen lecturas de valor 1023 
y para el sensor presionado las lecturas alcanzan valores menores.  Se muestra un esquema 
eléctrico en la figura siguiente: 
 
 
Figura 9. Esquema eléctrico sensor de presión 
 
5.4 Otros elementos utilizados 
 
5.4.1 Adaptador CAN-USB 
 
Este dispositivo fue de bastante utilidad en las pruebas iniciales de comunicación. 
Permite al usuario a leer y mandar mensajes CAN por una terminal USB del ordenador 
[18]. Fue utilizado tanto para el envío de mensajes simulando la comunicación con el 
vehículo a la Teensy sin necesidad de estar conectado a un Bus CAN físico in situ, tanto 
como para la lectura de mensajes CAN en el ordenador independientemente de su 
procedencia. 
 
5.4.2 Adaptador Serie USB   
 
Este otro dispositivo Hardware permite la comunicación mediante RS232 entre el 
ordenador y otro dispositivo. Fue casi imprescindible para la comprobación de que las 
comunicaciones fuesen correctas, tanto el envío desde la Teensy como la interpretación 
de los mensajes que recibía la misma, así como de simular que el propio ordenador se 
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comportarse como una EPOS para comprobar el funcionamiento de la placa antes de las 
pruebas en el coche. 
 
5.5 Visión global del sistema Hardware 
 
En la siguiente imagen se puede observar cómo quedó el conexionado del Hardware, 
de una manera simplificada y obviando que todos los elementos comparten la misma 
tensión de referencia GND: 
 
 
 
Figura 10. Conexionado del Hardware 
 
Quedan sin representar todo el conexionado de las EPOS, las cuales tendrían cables de 
alimentación a 24V, el conexionado de los motores, un motor por cada EPOS, y el bus 
para recibir las señales procedentes del respectivo Encoder. 
 
Además del sensor de presión incorporado en el freno, que también iría conectado a un 
pin de la Teensy según se mostró en la Figura 9 pero queda obviado en el esquema 
anterior. 
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6. SOFTWARE EMPLEADO 
 
Como era de esperar, fue precisa la programación de la placa microcontroladora para 
ser capaz de comunicarse con todos los elementos necesarios, que pueden verse en la 
Figura 10, así como de cumplir las especificaciones y los sistemas requeridos 
anteriormente detallados. A su vez, fue necesario un nuevo programa en el ordenador para 
que envíe las de control del freno y volante a la Teensy por USB y no directamente a los 
elementos controladores de dichos actuadores. En el presente capítulo, se tratará de 
manera independiente el software implementado en el ordenador y el software diseñado 
específicamente para la placa microcontroladora. Para ambos programas se utilizó el 
lenguaje C++. 
 
6.1 Software implementado en la Teensy 
 
 El objetivo principal del programa diseñado es no quedar bloqueado esperando 
comunicación alguna, sino ir comprobando constantemente y con un orden establecido 
por prioridades, si hay alguna comunicación que requiera atención por parte del sistema 
microprocesador. A su vez, el microprocesador gestionará las distintas máquinas de 
estados requeridas para la calibración y funcionamiento de los sistemas freno y volante, 
y además, ser capaz de gestionar los protocolos de comunicación con éstos. 
 
Se utilizó una estructura de clases basada en la rapidez del sistema. En esta estructura 
se encuentra una clase MaqEstados donde todos sus miembros son estáticos, es decir, no 
necesitan de una instancia para ser llamados. Esta clase MaqEstados será la encargada de 
la gestión de las comunicaciones y las máquinas de estados del freno y del volante. 
Además, dicha clase contiene dos instancias de la clase EPOS, la cual engloba todas las 
variables y métodos necesarios para la comunicación exitosa con las EPOS que debe 
seguir un estricto protocolo el cual queda explicado en el apartado 6.1.2.1, pudiendo así 
independizar las comunicaciones de cada una. 
 
6.1.1 Bucle principal 
 
 Como se ha comentado anteriormente, es imprescindible no bloquear el hilo de 
ejecución de la Teensy, ya que este sistema no cuenta con multithreading como si cuenta 
por ejemplo un ordenador. Por ello, el programa principal consta de un bucle infinito en 
el cual se pregunta si hay alguna comunicación disponible para su lectura o escritura. De 
ser así, posteriormente se realizarán determinados cambios en los estados correspondiente 
de las máquinas de estados, valga la redundancia. Esto se implementó mediante 3 
funciones diferentes las cuales controlan cada una las máquinas de estados: la 
comunicación, el freno y el volante.   
 
6.1.2 Bucle de comunicación  
 
Para el bucle de comunicación se implementó una máquina de estados  dentro de la 
función denominada MaqEstados::comunicaciones() para pasar por todos los tipos de 
comunicación. El tipo de comunicación a leer, se selecciona mediante una sentencia 
condicional switch de una variable que se aumenta sucesivamente y vuelve al estado 
origen cuando se ha pasado por todos los estados. Esta operación se produce cada vez que 
se produce una llamada a esta función.  
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Además, los estados se gestionan de una manera específica siguiendo una jerarquía 
de prioridades. Es decir, aquellos sistemas de comunicación que se caracterizan por tener 
una importancia mayor o por funcionar a una frecuencia de comunicación superior, son 
considerados prioritarios. Por ejemplo, se recuerda que el bus CAN recibe una cantidad 
de mensajes bastante importante, que a pesar de ser filtrados, es necesario su lectura para 
no sobrecargar el buffer y la pérdida de mensajes que esto conlleva. Es por esto por lo 
que la comunicación CAN se considera prioritaria y se procederá a su lectura a una 
frecuencia mayor que las demás comunicaciones. A su vez, el USB tiene una función 
crítica en el sistema, ya que recibe todas las órdenes desde el ordenador. Por ello también 
será considerado prioritario. 
 
Para facilitar la comprensión se explica esta función mediante un diagrama de estados: 
 
 
 
Figura 11. Máquina de estados de comunicación 
 
Se puede observar que existen 6 estados por los cuales se irá pasando sucesivamente 
y que 3 de ellos son de comunicación CAN, por lo comentado en el párrafo anterior. Cabe 
destacar que se hace uso de las funciones available() para saber si hay mensajes para leer 
en ese momento en el caso del CAN y del USB. De ser así se procederá a su lectura e 
interpretación si se considera necesario. Por motivos de rapidez, robustez y debido a que 
se debe seguir el protocolo de comunicación con las EPOS, éstas se comunican sólo 
cuando tengan una variable enable distinta de cero. Esta comunicación con las EPOS, se 
realiza en la función EnviarMensaje() perteneciente a la clase EPOS. 
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6.1.2.1 Comunicación con las EPOS 
 
Siguiendo las instrucciones que se encuentran en la datasheet de comunicación de las 
EPOS [12], se puede resumir el protocolo de comunicación con el siguiente diagrama: 
 
 
Figura 12. Protocolo de comunicación con la EPOS 
 
 Nos encontramos ante un sistema de comunicación que se puede considerar complejo 
y se deberá tratar con cuidado ya que no resulta difícil fallar en la comunicación, tanto 
provocando timeouts si la Teensy se queda bloqueada en otros procesos del programa 
principal o mandando datos incongruentes desde el punto de vista de la EPOS.   
 
Desde la Teensy se considerará este protocolo de comunicación como otra máquina 
de estados, en la que se deberán cumplir todos los pasos mostrados en el estado anterior. 
Estos pasos son: 
 
o Enviar Código de Operación: 0x10 para leer un valor, 0x11 para escribir un 
valor (se recuerda que 0x sirve para representar un número codificado en 
Hexadecimal). 
o Esperar el “Ready Acknowledge”, es decir, un carácter ‘O’. 
o Enviar la trama de datos precedida por la longitud menos uno, y los dos bytes 
correspondientes al CRC (cyclic redundancy check) cuya fórmula 
proporciona el fabricante. 
o Esperar una ‘O’ y el código de operación 
o Recogida de datos y su procesamiento si es necesario 
o Por último envío de una ‘O’ para terminar la comunicación. 
 
La nueva máquina de estados que se debe implementar en la Teensy para hacer la 
comunicación mediante RS232 compatible, también se puede resumir dicha 
comunicación en otro diagrama para facilitar su entendimiento. 
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Figura 13. Máquina de estados Teensy - EPOS 
 Cuando la comunicación haya terminado, el retorno de la función a la cual se llama 
constantemente pasará a ser 1, lo que permitirá detectar en el programa que la orden 
enviada a la EPOS ya ha terminado y por tanto se podrá seguir la ejecución del programa 
principal. 
 
 Queda por explicar entonces la forma en que se indica a la EPOS qué valor de 
escritura queremos realizar o qué valor de lectura queremos obtener de ella según haya 
sido el Código de Operación 0x11 o 0x10 respectivamente. Tras el envío del valor de 
dicho código de operación y la longitud menos uno de todo el mensaje se envía la cadena 
de datos, entre estos podemos encontrar los valores denominados Index y Subindex. 
Ambos valores están codificados en 16 bits, es decir, 2 bytes. El Index es el valor que 
propiamente indica el dato de la EPOS al que se va a acceder ya sea para escribir o leer. 
Posteriormente, dentro del Subindex indica en su byte correspondiente a la parte alta, a 
qué subvalor, si es que el dato codificado por el Index contiene más de uno, se va a acceder 
y en el byte que codifica la parte baja se indica el Nodo, que como se explica en otras 
partes de esta memoria indica a qué EPOS va dirigida el mensaje. Por tanto, un mensaje 
enviado por el puerto serie conectado al freno con el Nodo del volante, tendrá efecto en 
el volante y no en el freno al estar las EPOS conectadas entre sí por bus CAN.  
 
6.1.2.2 Comunicación USB 
 
La comunicación USB será utilizada principalmente para indicar a la Teensy las 
posiciones a las que deben ir volante y freno. Estos mensajes USB serán codificados por 
un programa en el ordenador principal que se detallará en el apartado 6.2. Esta 
comunicación se hará a la máxima velocidad USB que la propia Teensy admite por 
defecto. 
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La comunicación USB no sirve únicamente para las órdenes de posición. Se 
implementaron también comandos específicos, que aunque algunos no se utilizan en el 
sistema final, fueron útiles tanto para pruebas de validación como para la depuración de 
código. A su vez, también desde el ordenador se indicará en qué momento se va a empezar 
la calibración de los sistemas de freno y volante. Esta calibración se incluye dentro de las 
respectivas máquinas de estados que se explicarán en los apartados 6.1.3 y 6.1.4. Y por 
último si se han producido las condiciones para que encontrarse en un estado de Driver 
override, las órdenes de posición no serán ejecutadas hasta que el PC embarcado en el 
vehículo indique, cuando se considere apropiado, la vuelta al Modo Autónomo, lo cual 
también se producirá a través de un mensaje USB. 
 
Se pueden resumir las órdenes específicas que fueron implementadas la Teensy y su 
codificación en un byte en la siguiente tabla: 
 
ÓRDEN CODIFICACIÓN 
Activar Modo Velocidad 0x01 
Set Velocidad 0x02 
Activar Modo Posición 0x03 
Set Encoder Position 0x04 
Enable Device 0x05 
Set Position 0x06 
Vuelta del estado OVERRIDE a Modo Autónomo 0x0F 
Calibrar Volante y Freno 0xFE 
Software Reset 0xFF 
Tabla 3. Órdenes USB y su codificación 
 Los mensajes USB siguen un protocolo diseñado para ser rápidos, eficientes y de 
lectura robusta, objetivo principal de este trabajo fin de grado. Se optó por el siguiente 
esquema de bytes que se detalla en este desglose: 
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Figura 14. Desglose del Mensaje USB 
 
Como se puede observar, el mensaje USB se divide en Nodo, Longitud, Operación y 
Datos. El Nodo indica a quien va dirigido el mensaje, es decir, si se trata de un comando 
para el volante, el freno o es una orden especial, entiéndase por orden especial: calibrar, 
Software Reset y vuelta del estado override. El Nodo únicamente podrá tomar los valores 
0x12, 0x01 ó 0x02, que respectivamente representan las mencionadas órdenes especiales, 
orden para el freno y orden para el volante. Como el Nodo se encuentra en la primera 
posición en los Bytes enviados, con este criterio se puede despreciar, fácilmente y de 
manera rápida, si se produce algún mensaje erróneo, evitando así una lectura incorrecta y 
un mal funcionamiento del programa. 
 
Posteriormente, si se ha leído correctamente el Nodo del mensaje, el sistema pasará 
a la lectura de la Longitud. Este valor indica los bytes que quedan aún sin leer del mensaje, 
facilitando así, la captación del mensaje completo sin pisar el mensaje siguiente o 
quedando falto de información. La longitud, claramente, es dependiente del tipo de 
operación que se quiera indicar a la Teensy. Por ejemplo, si el sistema manda un comando 
de posición al volante deberá indicar, a parte de la orden, también la posición deseada. 
Sin embargo, en distintos casos como las ordenes especiales, será necesario únicamente 
indicar la codificación de la orden que se definió en la Tabla 3 y consecuentemente el 
valor de la longitud que debe ser enviado por USB es 1. Como norma general, las 
funciones set velocidad necesitan un entero de 16 bits para que sean manejadas por la 
controladora de los motores, por tanto el mensaje constara del comando y 2 bytes de 
datos, es decir, la longitud, enviada en bytes, tendrá un valor de 3. Por otro lado, para las 
órdenes set Position la controladora de los motores trabaja mediante pulsos de Encoder, 
codificados como un entero de 4 bytes, y por ello, con el mismo razonamiento que el caso 
anterior, la longitud para un mensaje de posición tendrá un valor de 5. 
 
Por último, sabiendo ya el número de bytes que faltan por leer, se obtienen dichos 
bytes entre los que se encontrarán la orden y, de ser necesario, los datos de la operación. 
 
Para evitar esperas y por tanto retrasos en la comunicación USB, el procedimiento 
de lectura del mensaje es como sigue.  Cuando sea el momento de lectura del USB (se 
recuerda que en la máquina de estados de comunicación se va pasando de una 
comunicación a otra sucesivamente), primero se guarda el número de bytes disponibles 
para la lectura. Si se cuenta con n bytes disponibles, se guardan dichos n bytes y la 
posición actual en la que se encuentra la comunicación y así sucesivamente hasta que la 
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posición leída coincida con la longitud total del mensaje. En ese momento el mensaje 
estará guardado completo y se ejecutará su decodificación, la cual depende a su vez de en 
cuales estados se encuentra el sistema, por ejemplo, no se ejecuta una orden de posición 
si el sistema se encuentra en override. 
 
La orden predominante en la comunicación USB, será la orden de posición. Se 
conoce hasta ahora como debe ser la estructura del mensaje pero no como se van a 
codificar los datos donde viene establecida la posición deseada. Los vehículos del 
Programa AUTOPIA, trabajan con un rango de posición de -1 (derecha) a 1 (izquierda) 
para el volante y de 0 (no frenado) a 1 (pisado a fondo) para el freno. Como se ve, los 
valores van a ser números decimales. Dado que la Teensy posee una arquitectura de 32 
bits, mismo tamaño que las variables de posición de las EPOS, se decidió trabajar con 
variables tipo float de 4 bytes, o lo que es equivalente, 32 bits. Es por esto que las órdenes 
de posición llevan datos de operación de longitud 4 y la longitud del mensaje es 5. 
 
En la decodificación del mensaje USB se analizará primero cual es el nodo al que va 
dirigido el mensaje. Para el caso de que el Nodo sea 0x12 se comprobará que la Operación 
deseada coincida con las posibles codificaciones de las órdenes específicas y de no ser 
así se considerará una lectura errónea. Para los otros dos valores posibles de Nodo, que 
se trataría de una orden para volante o freno, se decodificaría la orden y de llevar datos 
de operación se convertiría la cadena de bytes en una variable determinada. Por ejemplo 
una cadena de 4 bytes 0xBF 0x40 0x00 0x00 codificaría un float de 32 bits 
correspondiente a una orden de posición. Una vez recibidos los 4 bytes se convertirían a 
un float, de valor -0.75 en este caso, que haga más fácil su tratamiento. Con el valor ya 
en número decimal, el sistema pasaría a convertir la posición de su rango de valores (un 
valor de -0.75, solo podría ser válido para una orden del volante ya que el freno trabaja 
con valores de 0 a 1) a pulsos de Encoder. Dicha conversión tiene en cuenta la reductora 
del motor, los 500 pulsos que provoca el Encoder en una vuelta, el recorrido de giro del 
volante y el sentido de giro del mismo. 
 
Además desde la Teensy se comprobará el tiempo que ha pasado desde el último 
mensaje USB, para comprobar, primero, que el ordenador está mandando órdenes, y por 
tanto, el modo autónomo funciona correctamente. Y segundo, en caso de que haya pasado 
un tiempo suficientemente largo, desconectar los motores para que el usuario pueda tomar 
el control del vehículo inmediatamente. Se utilizará como tiempo suficientemente largo, 
dos ciclos de control y medio del software que controla el vehículo. Este tiempo está 
controlado por la frecuencia del recpetor GPS y es de 100 milisegundos. Por tanto, se 
asumirá que la condición temporal para entrar en un estado IDLE (no llegan mensajes 
USB) es que el tiempo entre mensajes sea mayor que 250 milisegundos. 
 
Desde el punto de vista del ordenador, se aprovecha la capacidad de la Teensy de 
gestionar y almacenar hasta 2 mensajes de 64 bytes por leer. Por tanto, para aumentar la 
eficiencia se prefirió enviar un mensaje USB de la longitud apropiada, en vez de enviar 
el mismo número de mensajes independientes de un único byte. Para dar un orden de 
magnitud a la hora de hablar de tiempos entre mensajes, se comprobó que 7 mensajes 
USB de 1 byte, que representaría una orden de posición de volante o freno, tardan en 
transmitirse aproximadamente 400 microsegundos mientras que 1 mensaje de 7 bytes 
conlleva una duración de aproximadamente 120 microsegundos. Estos tiempos de 
ejecución fueron medidos desde el programa del ordenador y por tanto no se consideraron 
la latencia en la lectura de la Teensy.  
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Por otro lado también se decidió que la Teensy comunicara periódicamente el estado 
en el que se encuentren volante y freno. Se verán los posibles estados en los apartados 
6.1.3 y 6.1.4. Por tanto el ordenador recibirá donde se encuentra la máquina de estados 
de cada actuador al menos una vez cada segundo y además siempre que alguno de ambos 
cambie de estado. La comunicación de la Teensy hacia el ordenador se trató de hacer lo 
más simple posible para evitar retrasos en el envío de posiciones ya que, como ya se 
mencionó, es una parte vital en el correcto funcionamiento del software desarrollado para 
este trabajo. Siguiendo esta norma, se enviará un mensaje USB de únicamente dos bytes, 
que corresponderán el estado del volante y del freno respectivamente. 
 
6.1.2.3 Comunicación CAN 
 
Como ya se comentó en otros apartados de esta memoria. La comunicación CAN se 
encuentra ampliamente extendida en prácticamente todos los vehículos de los últimos 
años. Con esta comunicación CAN, se podrán obtener diferentes variables de estado del 
vehículo en tiempo real, como por ejemplo, la velocidad de cada rueda o de la columna 
de dirección. Pero los datos del coche que más interesante resultaron en este trabajo por 
su utilidad fueron: 
 
o La posición de volante, la cual fue utilizada para la calibración del sistema de 
control de posición del motor que mueve el propio volante. Al iniciar todos los 
sistemas de control del vehículo, teniendo en cuenta que la controladora de los 
motores funciona mediante un Encoder incremental, dichos sistemas de control 
no saben dónde se encuentra el volante, solo podrían saber cuánto se ha movido. 
Por tanto, habrá que indicar en el inicio del sistema la posición inicial en la que 
se encuentra el sistema. Y para ello, la forma más útil para saber cuál es la 
posición real y actual del volante es decodificando los mensajes CAN 
determinados. Una vez obtenida la posición actual del volante, solo quedaría 
hacérselo saber a la controladora de los motores. 
 
o El estado del freno, con lo que se podrá saber si está pisado o no. Análogamente 
al volante. Moviendo el freno despacio al inicio si se detecta un cambio entre 
pisado y no pisado en los mensajes CAN relativos al freno, la Teensy sabrá que 
esa posición es la que debe indicarse como la posición cero para la controladora 
del freno.  
 
o El par ejercido en tiempo real en la columna del volante. Fue utilizado para por 
calcular si existe alguna diferencia entre el par aplicado en la columna de 
dirección difiere de la que aplica el motor que controla el volante. De suceder 
esto, todo indicaría a que el usuario está haciendo fuerza y el sistema debe pasar 
a un estado Driver override donde el usuario tenga todo el control del vehículo. 
Según estipuló la DGT, esta diferencia de par no debe ser superior a 10 N·m. 
 
Debido a la alta frecuencia con la que se reciben mensajes CAN, se empleó un filtrado 
software por el cual sólo se pasaría a leer los mensajes cuyo valor identificador 
coincidiese con los que fuesen interesantes para el sistema de control [19]. Obviamente, 
entre ellos se encuentran las variables anteriormente mencionadas. Posteriormente, una 
vez leído el mensaje, se pasará a su decodificación si el estado de sistema coincide con el 
estado en el que utilizan dichos mensajes. Por ejemplo, no se comprueba el par en la 
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columna si el sistema está en el proceso de calibración, pero en ese mismo estado sí que 
se va a leer la posición actual del volante, como ya se explicó anteriormente. 
 
6.1.3 Máquina de estados del freno 
 
Para la máquina de estados del freno se utilizaron los siguientes estados, cuyas 
funciones también se detallan a continuación: 
 
ESTADO FUNCION 
PAUSE Esperar a la señal de calibrar 
DISCONNECTED Tratar de establecer conexión con las EPOS 
DETECTED Estado de seguridad 
CALIBRATING Mover el freno para detectar el paso por cero y establecerlo 
CONFIGURING Activar Modo Posición 
RUNNING Ejecutar las órdenes de posición 
IDLE Sin mensajes USB. Volver a Posición cero 
ERROR Tratar de eliminar error en las EPOS 
OVERRIDE Driver override. Volver a Posición cero 
Tabla 4. Estados del freno 
 Para el correcto funcionamiento de las EPOS, la máquina de estados debe configurar 
las mismas de manera acorde a lo indicado en las especificaciones de Firmware [20]. De 
la misma manera, funciones consideradas de bajo nivel como puede ser EnableDevice 
cuya utilidad de verá en la máquina de estado del volante, conlleva su propio protocolo 
de funciones que se encuentran también dentro de las mismas especificaciones de 
Firmware. 
 
 En el arranque de la Teensy, la máquina de estado partirá de un estado PAUSE  en el 
que se mantendrá hasta que, mediante un mensaje USB, el ordenador indique que debe 
empezar la calibración. La trama de bytes del mensaje de calibración sería 0x12 0x01 
0xFE (véase el apartado 6.1.2.2). Una vez recibido, cuando se interprete el mensaje USB, 
se cambiará el estado de PAUSE a DISCONNECTED.  
 
 Ya en el estado DISCONNECTED, se intentará establecer conexión con las EPOS 
enviando constantemente un 0x10, se recuerda que enviar un 0x10 a las EPOS significa 
que se realiza una petición para preguntar un valor, en nuestro caso inicialmente se 
preguntará el status, aprovechando que se cuenta con esta función ya desarrollada. Si las 
EPOS responden continuará la calibración, de no responder puede ser que no se 
encuentren alimentadas con lo que se continuaría preguntando y se notificaría al PC. Si 
la comunicación AskStatus terminó de manera exitosa, se pasará al siguiente estado. 
 
 En el estado DETECTED únicamente se comprobará que el programa procede de un 
estado DISCONNECTED, para aportar seguridad al sistema. Posteriormente el estado 
cambiará a CALIBRATING, donde realmente se realiza la calibración del freno. 
 
 Como la controladora de los motores trabaja con un Encoder incremental, el cual no 
tiene control de posición absoluto, sólo relativo, se debe establecer una posición 
determinada como origen del sistema. El modo de operar en este estado CALIBRATING 
es el siguiente. Primero, habiendo habilitado antes el modo Velocidad, en el cual se 
controla la velocidad de movimiento del motor, se comprueba si el freno esta pisado. De 
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estarlo, se moverá el freno hacia atrás, es decir con velocidad negativa hasta que deje de 
estar en una posición de frenado; y de no estarlo, se moverá el freno hacia delante. Con 
esto se busca que el freno cambie de estado, es decir, que pase de una posición de no 
frenado a frenado, con el objetivo de establecer dicha posición como el origen de las 
cuentas del Encoder. A partir de aquí todas las órdenes de posición vienen dadas en 
función de este punto. 
  
 La condición de freno pisado o no se obtendrá a partir del CAN, pudiendo asignar 
una variable con los distintos sensores que tiene el vehículo para la posición del freno. 
 
 Una vez detectado el paso por cero y establecida la posición del Encoder como cero 
en dicho punto, se activa el modo Posición ya que a partir de este estado, el freno sólo se 
moverá a determinadas posiciones que vengan a través de la comunicación USB. Este 
cambio de la configuración se realiza en el estado CONFIGURING. Una vez terminado 
el cambio al modo Posición se entrará en el estado RUNNING. 
 
 Este último estado mencionado no será otro que en el cual se ejecutarán todas las 
órdenes de posición que se reciban a través de los mensajes USB. A su vez, en este estado, 
se comprobará la condición de paso al estado IDLE, a saber, que no hayan pasado 250 
milisegundos entre mensaje y mensaje de USB; y la condición de paso al estado 
OVERRIDE, haber pisado el pedal del freno, que se obtendrá leyendo el sensor alojado 
en el mismo. La frecuencia de lectura de la condición de freno pisado será la misma que 
la que se utiliza para leer el par ejercido en la columna, dato necesario para detectar un 
OVERRIDE en el volante, por tanto, siempre que obtengamos este mensaje en el CAN 
se pasará a la lectura de la presión en el freno, obteniendo así simetría en el tratamiento 
de ambos estados. 
 
 De llegar a un estado IDLE, configuramos los motores de tal manera que el usuario 
pueda hacerse con el control del vehículo en cualquier momento. Constructivamente, el 
coche para el que se realizó este trabajo cuenta, mecánicamente, con la opción de que el 
usuario siempre pueda frenar más de lo que el sistema establezca para el freno. Por ello, 
desactivar el freno es equivalente a llevar el mismo a la posición cero desde donde el 
usuario tendrá todo el recorrido de frenada. Una vez que llegue un mensaje de posición 
por USB, se volverá a un estado RUNNING de nuevo, estableciendo como nueva 
posición la contenida en el mensaje. 
 
 El estado OVERRIDE, tiene una filosofía equivalente al estado IDLE, dejar al 
usuario todo el control del freno. Únicamente difiere del anterior en las condiciones de 
entrada. Tanto si se detecta una fuerza o un par, ejercido por el conductor, tanto en freno 
como en volante, ambos actuadores pasaran al estado OVERRIDE. Para el caso del freno, 
al igual que en el estado IDLE, el freno pasará a la posición cero.  
 
 Se resume toda la máquina de estados en un diagrama: 
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Figura 15. Máquina de estados FRENO 
 
6.1.4 Máquina de estados del volante 
 
Análogamente al freno, los estados del volante son los siguientes: 
 
ESTADO FUNCION 
PAUSE Esperar a la señal de calibrar 
DISCONNECTED Tratar de establecer conexión con las EPOS 
DETECTED Estado de seguridad 
CALIBRATING Esperar la posición del Volante por CAN y establecerla 
CONFIGURING Activar Modo Posición 
RUNNING Ejecutar las órdenes de posición 
IDLE Sin mensajes USB. Desactivar motor 
ERROR Tratar de eliminar error en las EPOS 
OVERRIDE Driver override. Desactivar motor 
Tabla 5. Estados del volante 
Los estados PAUSE, DISCONNECTED y DETECTED cumplen exactamente la 
misma función que en la máquina de estados del freno. Las diferencias aparecen cuando 
comienza la calibración. Para el caso del freno, se necesitaba mover el pedal para detectar 
un origen de posición para el mismo. En cambio, la posición actual del volante viene 
indicada por los mensajes recibidos por CAN. Es por esto que en el estado 
CALIBRATING lo único que se realiza es esperar a que llegue un mensaje con el 
identificador correspondiente a la trama del volante, decodificarlo y obtener la deseada 
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posición del volante. Una vez recibida, se indicaría a la EPOS que dicha posición 
convertida a pulsos de Encoder es la posición actual del Encoder. 
 
Posteriormente en el estado CALIBRATING, sólo quedaría activar el modo posición 
para pasar finalmente al estado RUNNING. En este último estado se ejecutarían las 
órdenes de posición y además se comprobaría constantemente si se ha producido un 
OVERRIDE, debido a la acción del conductor sobre el volante. Esta comprobación se 
basa en comparar el par ejercido por el motor encargado de mover el volante y el par 
detectado en la columna de dirección, dato que se puede obtener de los mensajes CAN 
cada 40 ms. Si estas medidas difieren más de 10 N·m se asume que el usuario está 
haciendo fuerza y por tanto se deben desactivar los controles automáticos, pasando al 
estado OVERIDE. 
 
Como no existe en esta controladora de los motores ninguna forma de saber el par 
ejercido por los motores. El grupo AUTOPIA desarrolló una manera de obtener dicho par 
en función de la corriente que demandan los motores, ya que, el dato de la intensidad 
aplicada, sí que es posible obtenerlo mediante la comunicación con la EPOS. Una vez 
convertido el dato de corriente en par estimado, solamente quedaría compararlo con el 
par recibido por CAN. Se decidió que sería apropiado preguntar la corriente actual por 
los motores cada vez que se decodificara un mensaje de par en la columna de dirección y 
tener una frecuencia bastante elevada. Pero para no interrumpir mensajes de posición que 
pudiesen ser críticos y por tanto prioritarios, la Teensy sólo procede a comunicarse con 
las EPOS encargada del volante motivada a preguntar corriente si no había una 
comunicación ya en curso con la otra. Otro razonamiento para considerar las órdenes de 
posición prioritarias es que la aplicación de par por el usuario se puede considerar un 
sistema físico lento comparado con una comunicación software cuya duración es muy 
inferior. 
 
En el estado OVERRIDE, es necesario desbloquear el volante para que el usuario sea 
capaz por si solo de moverlo a su antojo. Mientras que las EPOS no estén en un estado 
de suspensión se puede observar que el motor que controlan continua haciendo fuerza 
para mantener la última posición a la que se le ha indicado llegar. Y es por tanto 
imprescindible desactivar dicha EPOS relativa al volante, con la comunicación 
predeterminada por la documentación de comunicación de dichas EPOS, realizando un 
ShutDown. De la misma manera para la vuelta al estado RUNNING no quedaría otra que 
realizar una comunicación apropiada para un EnableDevice, que reactive de nuevo la 
EPOS del volante y vuelva a tener un control de la posición del mismo. 
 
Finalmente el estado IDLE, igual que para el freno, se llegaría a él si ha pasado un 
tiempo considerado suficientemente prolongado sin comunicación USB. La manera de 
proceder en este estado es equivalente al estado OVERRIDE ya que su objetivo es el 
mismo, desbloquear el volante con un ShutDown y de ser necesario reactivar el control 
de posición con el mismo EnableDevice. 
 
6.2 Software embarcado en el coche 
 
Con el desarrollo de este trabajo el software del PC que va embarcado en el coche 
pasa a ser diferente. Éste ya no tendrá que comunicarse directamente con las 
controladoras de los motores para establecer las posiciones de ambos según requiera el 
sistema de control; sino que el ordenador debe procesar las mismas órdenes de control, al 
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igual que antes de que el vehículo contara con la placa microcontroladora, para luego 
convertir y enviar dichas órdenes de manera acorde al protocolo desarrollado para  la 
comunicación USB. Además, el programa USB recibirá los mensajes USB que mande la 
Teensy donde se actualizarán variables a conocer por el ordenador embarcado, como 
puede ser el estado del sistema, que posteriormente se publicarán por LCM. 
 
6.2.1 LCM 
 
 LCM [21, 22] es un conjunto de librerías y herramientas para el traspaso de mensajes 
en tiempo real en sistemas donde se considera crítico contar con una baja latencia [23] 
entre el envío y la recepción. Fue desarrollado por el MIT en 2006 y actualmente es 
utilizado por varias marcas que se encuentran en el desarrollo de sus vehículos 
autónomos, donde puede destacar Volvo. 
 
El Programa AUTOPIA basa sus comunicaciones entre procesos y módulos en 
comunicación LCM, que permite publicar y recibir datos de manera casi instantánea. Los 
datos se publican en un canal definido por el programador y solo los programas que 
incluyan una suscripción a dicho canal recibirán aquellos datos. 
 
Resumiendo el sistema en un diagrama: 
 
 
Figura 16. Diagrama LCM 
 
 En el diagrama se puede ver un resumen de toda la comunicación que se transmite 
mediante LCM, y recuadrado en rosa, la parte que va a estar relacionada con este trabajo. 
Los canales dedicados a las órdenes para el freno y el volante están ya desarrollados por 
el Programa AUTOPIA, para el desarrollo de este trabajo fin de grado se debieron generar 
los otros tres, TeensyOrdenes, ControlVolanteEstado y ControlFrenoEstado. 
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En este trabajo se utilizarán dichos 5 canales LCM, de los cuales dos son los 
encargados de las órdenes de posición de freno y volante, y los tres restantes sirven para 
la comunicación con la Teensy. Por el canal TeensyOrdenes se indicará cuando enviar 
comandos especiales a la placa, por ejemplo, el mensaje de calibrar que da inicio a las 
dos máquinas de estados anteriormente explicadas y por los otros dos se indicará al 
ordenador embarcado el estado actual de los sistemas gestionados por la Teensy y otros 
detalles de importancia como puede ser la entrada al modo override. Como todo el 
desarrollo de este trabajo se hizo en el lenguaje de programación C++, siempre que el 
programa reciba un mensaje LCM que sea para establecer posición o ejecutar alguna 
orden especial, obtendrá un conjunto de variables agrupadas en una clase (class) con el 
mensaje a enviar, y dependiendo del canal que haya recibido será necesaria un 
procesamiento diferente. Por otro lado, cuando el programa reciba un mensaje USB 
relacionado con los estados del volante y del freno, lo decodificará y publicará por el 
canal de control de estados respectivo para cada elemento. 
 
6.2.2 Programa en el ordenador embarcado 
 
 La función de este programa es bastante simple, se procede a la suscripción a los tres 
canales anteriormente mencionados por los cuales, el mismo programa recibirá las 
órdenes de posición para el freno y el volante y las órdenes especiales para la Teensy, las 
mismas se deberán enviar siguiendo el protocolo establecido para la comunicación USB. 
Cuando llegue una de estas órdenes especiales, codificadas en la Tabla 6. Codificación 
órdenes especiales LCM, se enviará la trama de bytes correspondiente por USB según se 
describió en el apartado 6.1.2.2. 
 
ORDEN CODIFICACIÓN 
Vuelta del estado override a Modo Autónomo 0x0F 
Calibrar Volante y Freno 0xFE 
Software Reset 0xFF 
Tabla 6. Codificación órdenes especiales LCM 
 
 Para facilitar el programa y la rapidez del mismo, el comando que indica la orden, 
contenido en la struct proveniente del LCM, es coincidente con el byte que indica la orden 
deseada a la Teensy en la trama del USB. Por tanto, no se necesita ni cálculo ni conversión 
alguna para configurar el envío. Una vez recibido el mensaje LCM, se mandará por USB, 
un paquete de 3 bytes que se corresponderán al Nodo 0x12, Longitud 0x01 y Código de 
Operación, el ya recibido por LCM. 
 
 En cambio, cuando lo recibido por LCM sea una orden de posición para freno y 
volante el procedimiento será el siguiente. El dato, que llega codificado como una variable 
de tipo double, debe pasar a tipo float de 4 bytes, tipo de dato con el que trabajará la 
Teensy. Tras la conversión, los 4 bytes correspondientes al float se recolocarán en un 
array de 4 enteros de un byte; con este tipo de dato, tanto el envío como la recepción en 
la Teensy son directos. Por último, una vez conseguido completar el paquete de bytes a 
enviar, se procederá al envió de dicha trama de bytes en el mismo mensaje USB, para 
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ahorrar tiempo y ganar eficiencia. La trama de bytes será de 7 elementos codificados 
según el Nodo Correspondiente, Longitud fija e igual a 5, el comando de la orden de 
posición para la Teensy que será constante e igual a 6, y finalmente, los 4 bytes 
correspondientes al float que codifican la posición deseada. Se facilita la comprensión de 
esta trama en la figura siguiente: 
 
 
Figura 17. Envio de posición por USB 
 
Además el programa en el ordenador embarcado se encargará de recibir los mensajes 
que mande la Teensy por el mismo USB, decodificarlos y devolverlos al sistema mediante 
LCM. La lectura de los valores que lleguen por USB, se realizará mediante consulta 
periódica, siempre que haya valores  por leer. 
 
Por tanto, se podría resumir el programa como un bucle donde se realiza la consulta 
de los bytes disponibles para su lectura por USB, de haber dos se procederá a dicha lectura 
para decodificar los estados que mande la Teensy y consecuentemente publicarlos por su 
respectivo canal LCM. Posteriormente, se comprobará que haya mensajes LCM por 
manejar, de ser así se montará la trama de bytes y se mandarán por USB. 
 
Adicionalmente se debe tener en cuenta que cada vez que se inicia el puerto serie de 
la placa, esta se reinicia, por tanto, desde el ordenador deberemos esperar un tiempo 
suficiente para que esta ejecute su inicialización por defecto. Tras esta espera se mandan 
un número conocido de bytes que una vez recibidos en la Teensy, se podrá admitir que el 
programa puede comenzar y, con él, toda la comunicación USB.  
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7. CÓDIGO FUENTE 
 
Todo este trabajo se desarrolló utilizando C++, lenguaje de programación de alto 
nivel, tanto para el programa para la Teensy como el software que se ejecuta en el 
ordenador embarcado. 
 
7.1 Software ejecutado en la Teensy 
 
Para el programa ejecutado en la Teensy se construyó una estructura de dos clases 
anidadas, la primera clase se la denominó clase EPOS y desde el punto de vista de la 
programación orientada a objetos, esta clase es la encargada de la comunicación con las 
EPOS mediante el protocolo RS232. Junto a esta en el mismo programa se encontraría la 
clase MaqEstados que es la clase desarrollada para la gestión de las tres máquinas de 
estados cuya funcionalidad fue anteriormente definida en apartado 6.1. 
 
7.1.1 Programa principal 
 
extern "C" int main(void) { 
 
    MaqEstados::setupComunications(); 
 
    while (1) { 
 
        MaqEstados::comunicaciones(); 
        MaqEstados::superMaquina_freno(); 
        MaqEstados::superMaquina_volante(); 
 } 
} 
 
 El programa principal consistiría en un código bastante sencillo donde se realiza la 
llamada a 4 métodos miembros de la clase MaqEstados. La primera llamada a 
setupComunications() se realiza para configurar en el inicio todas las comunicaciones 
como son el CAN los puertos series y el USB.  
 
La configuración del CAN se lleva a cabo estableciendo la velocidad de 
comunicación con la que por defecto se comunica el coche, configurando el filtro 
adecuadamente para dejar pasar sólo los mensajes apropiados. Se verá ahora un ejemplo 
de cómo funciona el filtrado software de los identificadores del CAN, aunque por motivos 
de confidencialidad no se puede mostrar en este trabajo los identificadores de los 
mensajes reales del vehículo ni su decodificación. Dicho filtrado funciona con una 
máscara y diversos filtros donde dicha máscara indica que bits del identificador deben 
coincidir estrictamente y los filtros indican que valores deben tomar los bits obligados a 
coincidir por la máscara. El CAN en los vehículos puede poseer identificadores de 11bits 
y de 29 bits, como se quiere dejar pasar únicamente los mensajes con identificador exacto, 
la máscara debe contener 29 bits a 1, en hexadecimal 0x1FFFFFFF para una variable de 
32 bits. Posteriormente, quedaría establecer el valor de los distintos filtros. Por ejemplo, 
si queremos dejar pasar sólo el identificador 0x0789 se establecerá el filtro con el valor 
0x0789.  
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Posteriormente se inicializan los puertos serie 2 y 3 de la Teensy a una velocidad de 
115200 baudrates para tener compatibilidad de comunicación con las EPOS y se 
inicializarán variables con el valor correspondiente. 
 
7.1.2 Clase EPOS 
 
La clase EPOS cuenta con 18 funciones para las distintas comunicaciones posibles 
con las EPOS: 
 
//Protocolo de comunicacion 
 bool EnviarMensaje(); 
//Configurar el mensaje a partir del Nodo, Codigo de operacion y los 
datos 
//Si esta configurado, se llama a Enviar Mensaje 
bool setMensaje( word preindex, word index, byte subindex,  
word data[]); 
//Calcular el CRC  
    word CalcFieldCRC(word* pDataArray, word numberOfwords); 
//Funciones de bajo nivel  
    bool Shutdown(); 
    bool SetVelocity(int32_t _vel); 
    bool SetMode(char type); 
    bool AskStatus(); 
    bool SetControlWord(word controlWord); 
    bool SetHomingMethod(); 
    bool AskCurrent(); 
//Dependientes de otras 
    bool SetEncoderPosition(int32_t _pos); 
    bool CleanFaults(); 
    bool EnableDevice(); 
    bool ActivatePositionMode(); 
    bool ActivateVelocityMode(); 
    bool SetPosition(int32_t _pos,char home); 
 
El método CalcFieldCRC(…) es dado por el fabricante Maxon Motor para calcular 
el valor CRC requerido en el protocolo de comunicación por el cual la EPOS comprueba 
si se ha tratado de una comunicación exitosa siguiendo el protocolo a aplicar. Es además 
la única función que devuelve un valor de 16 bits, longitud establecida para el CRC. No 
está de más destacar que todas las demás funciones retornan un valor booleano una vez 
ejecutadas. Esto se decidió así para saber cuándo la comunicación que implica la 
ejecución de dichas funciones ha terminado, para así seguir con el hilo de ejecución del 
programa principal.  
 
La función que se podría considerar principal de esta clase es la denominada 
EnviarMensaje(), ya que es la encargada de realizar todo el protocolo de comunicación 
que conlleva la comunicación con las EPOS y que quedó explicado en el punto 
Comunicación con las EPOS de esta memoria. En la lista de funciones la sigue 
setMensaje(…) que es el método de la clase EPOS a la que todas las funciones llaman. 
Esta función recibe de las demás que Código de operación, longitud y datos requiere la 
comunicación, los ordena y codifica para posteriormente, una vez completado el mensaje, 
realizar la llamada a la función EnviarMensaje() y así continuar la comunicación por 
el estado donde se había quedado anteriormente. 
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Por tanto, la actuación para comunicarse con una EPOS será como sigue, se 
realizarán llamadas sucesivas a la función deseada por ejemplo EnableDevice(). Como 
ésta es dependiente a su vez de otras funciones de más bajo nivel, dichas funciones serán 
llamadas hasta completar la comunicación requerida. Las funciones de bajo nivel 
llamadas constantemente son las encargadas de ejecutar el método setMensaje(…), que 
una vez configurado y establecido el mensaje a enviar a la EPOS retornará un uno o un 
cero dependiendo de si el protocolo gestionado en la función EnviarMensaje()ha 
terminado. Una vez finalizado el mismo protocolo, se retornará uno en las funciones 
setMensaje(…)y EnviarMensaje(), como ya se ha mencionado, y además en las de bajo 
nivel  para cambiar de estado las funciones más altas, en nuestro ejemplo actual, 
EnableDevice(), y cuando esta termine de pasar por todos los estados que se requieran, 
los cuales están definidos en las especificaciones de firmware [20], retornará un uno que 
hará continuar la ejecución del programa principal. Es obvio que aunque 
setMensaje(…)es llamada constantemente por las demás funciones, solo ordena la trama 
de bytes en la primera llamada y no en las demás para ahorrar tiempo de ejecución. 
 
Para el envío y la lectura de los sucesivos bytes por puerto serie se aprovecharan las 
funciones ya definidas en las librerías de la Teensy. Para cada instancia de la clase EPOS 
(una para el freno y otra para el volante) habrá un puntero al objeto de la clase que controla 
el puerto serie adecuado para cada una. Así se podrá acceder con las mismas funciones a 
los distintos puertos, manteniendo independiente las comunicaciones de freno y volante 
pero logrando una alta simplicidad en el código. Se accederá a las funciones con la 
siguiente sentencia Serial232->read() y de manera equivalente para las funciones 
write y available, que respectivamente sirven para mandar un bytes y preguntar los bytes 
disponibles para leer. Con este tipo de sintaxis, Serial232 debe ser el puntero al puerto 
serie miembro de las instancias dedicadas al freno y al volante en cada caso. 
 
7.1.3 Clase MaqEstados 
 
 La clase MaqEstados tiene dos instancias de la clase EPOS para poder aprovechar 
todas las funciones anteriormente desarrolladas en esta clase. Dichas dos instancias 
corresponderán a freno y volante con lo que se podrá así separar la comunicación y las 
características de cada elemento en tiempo real. 
 
 Esta ventaja nos permite independizar freno y volante, tanto para las máquinas de 
estados de ambos actuadores como para la máquina de estados que gestiona el bucle de 
comunicación. A continuación destacamos los miembros y parámetros más importantes 
de la clase MaqEstados: 
 
 static void setupComunications();  
//Tres funciones principales 
    static void superMaquina_freno(); 
    static void superMaquina_volante(); 
 static void comunicaciones(); 
  
    static void interpretaUSB(); 
 //Miembros de la clase EPOS con todas las funciones de comunicacion 
 static EPOS freno232;                    
    static EPOS volante232; 
 //Variables para las maquinas de estados 
 static int estado_Comunicacion; 
 static enum statesnode 
    { 
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        PAUSE, 
        DISCONNECTED, 
        DETECTED, 
        CALIBRATING, 
        CONFIGURING, 
        RUNNING, 
        IDLE, 
        ERROR, 
        OVERRIDE 
    } steeringState, brakesState 
 
 La primera función mostrada fue explicada en el apartado 7.1.1 donde se menciona 
que este método realiza la configuración inicial de las comunicaciones. Los dos métodos 
siguientes aquí mostrados servirán para realizar toda la configuración necesaria 
inicialmente de las EPOS, las posteriores ejecuciones de las órdenes de posición y la 
gestión de los posibles IDLE y OVERRIDE, correspondientes a las máquinas de estados 
anteriormente explicadas. Se puede ver como las variables miembro, correspondientes a 
almacenar el estado actual de los actuadores (steeringState, brakesState), están 
codificadas como una enumeración para así poder gestionar más fácil los estados posibles 
de las mismas pudiendo realizar asignaciones como steeringState=OVERRIDE. Para el 
cambio de estado el programa debe esperar a que alguna de las funciones de los objetos 
freno232 o volante232, pertenecientes a la clase EPOS retorne un uno. Para obtener el 
funcionamiento esperado la llamada a dichas funciones debe realizarse constantemente. 
Un ejemplo práctico de la sintaxis empleada es el siguiente. 
 
case CONFIGURING: 
        if (freno232.ActivatePositionMode()) { 
   brakesState = RUNNING; 
  } 
  break; 
 
En este caso, correspondiente para freno en su estado CONFIGURING que es 
equivalente para el mismo estado en el volante, siempre que el programa alcance la 
función superMaquina_freno() ejecutará lo contenido dentro del if únicamente cuando 
se haya terminado el protocolo de comunicación para activar el modo de posición 
mediante el método de la clase EPOS ActivatePositionMode(), para así pasar al estado 
RUNNING en el siguiente ciclo de control. Para el caso en el que se haya terminado una 
orden de posición en el volante, y que por tanto el estado sea RUNNING, se comprueba 
primero si hay alguna comunicación pendiente porque puede suceder que el mensaje USB 
llegue mientras el programa se comunica con la EPOS, si hay un mensaje pendiente de 
posición se pasará a su ejecución en el siguiente ciclo de control. Pero solamente si no 
hay mensajes pendientes y ya ha llegado el dato del par ejercido en la columna se pasará 
en dicho estado RUNNING a comprobar el par ejercido por los motores. Como se ve, se 
optó por restringir este tipo de mensajes que parecen de bastante importancia, pero la 
probabilidad de un override es bastante inferior comparado con la frecuencia de una orden 
de posición además teniendo en cuenta que un take-over del usuario tendrá una duración 
suficientemente larga para ser detectada igualmente, ya sea antes o después de la orden 
de posición. 
 
 Como era de esperar la función comunicaciones()se encargará de comprobar y 
gestionar todas las comunicaciones de las que la Teensy está encargada. Esto, se hará 
siguiendo las órdenes de prioridad como se detalló en el apartado 6.1.2. Con las funciones 
available de la clase FlexCAN, cuya librería se detallará posteriormente, 
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Serial.available() para los bytes disponibles en el USB y Serial232->available() 
para los bytes disponibles en los puertos serie de comunicación con las EPOS se podrá 
preguntar si hay algo que leer sin la necesidad de bloquear el hilo de ejecución del 
programa esperando a que lleguen datos para su lectura.  
 
 Para la comunicación CAN, una vez detectado que hay al menos un mensaje para 
leer, se procede a su lectura y si uno de los estados en los que se encuentran freno o 
volante necesitan obtener algún dato de la comunicación CAN, se comprobará que el 
identificador del mensaje recibido coincide con el esperado; de ser así, se decodificará 
dicho dato.  
 
ESTADO DATO NECESITADO 
FRENO EN CALIBRATING FRENO PISADO O NO PISADO 
VOLANTE EN CALIBRATING POSICION ACTUAL DEL VOLANTE 
VOLANTE EN RUNNING PAR EN LA COLUMNA 
Tabla 7. Datos necesarios del CAN 
 
 En la tabla se detallan los datos necesarios para los estados del freno y del volante 
los cuales son dependientes de la comunicación CAN. Destaca entre ellos el estado 
RUNNING del volante al ser un estado de larga permanencia al contrario que el estado 
CALIBRATING por el que el sistema en principio solo debe pasar una vez. Este detalle 
implica que durante toda la ejecución del programa la Teensy deberá estar pendiente de 
leer el CAN y no sólo durante la calibración. 
 
 Tras detectar que hay bytes por leer en el USB, se pasará a su lectura siguiendo el 
protocolo desarrollado y explicado en el apartado 6.1.2.2 por el cual se procederá leyendo 
primero el Nodo, si quedan bytes disponibles y la lectura anterior fue correcta, se leerá la 
longitud y, si siguen quedando bytes disponibles y la lectura de la longitud fue coherente, 
es decir, entre 1 y 5 bytes incluidos, se leerán tantos datos como longitud indica el 
segundo byte. Si en algún momento no quedasen bytes disponibles el programa saltaría a 
las máquinas de estados y en el siguiente ciclo de lectura USB se seguiría leyendo los 
bytes ya disponibles hasta completar el llenado del mensaje. Terminada la lectura, 
comenzaría la interpretación en la función interpretaUSB(). 
 
 Dicha función realiza inicialmente una distinción según el Nodo que caracteriza al 
mensaje anteriormente leído. Si se trata de 0x12, y por tanto, se trata de una orden especial 
se comprobará el código de operación. De ser un retorno del modo OVERRIDE habrá 
que comprobar, lógicamente, que realmente freno y volante se encuentran en modo 
OVERRIDE. Al contrario si se trata de una orden de inicio de la calibración, ésta sólo se 
iniciará si ambos sistemas no se encuentran en dicho estado OVERRIDE ya que no es 
deseable la recalibración del sistema si el usuario está al mando del vehículo. De tratarse 
de un Nodo 0x01 ó 0x02, se comprueba que el código de operación corresponde a una 
orden de posición y se guardan los 4 bytes correspondientes a dicha posición en una 
variable en coma flotante de la siguiente manera. 
 
//guardo los bytes recibidos a un float 
 float freno232.Auxposition = *((float*)&datosUSB[1]); 
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 Con esta única sentencia convertimos los 4 bytes alojados en un array de 4 enteros 
de 1 byte en el float deseado haciendo que el puntero que apunta al primer byte del array 
pase a apuntar a una única variable de 4 bytes. Posteriormente nos aseguramos de que el 
valor se encuentre entre 0 y 1 para el freno y entre -1 y 1 para el volante. Una vez hecho 
esto sólo quedaría convertir el rango de posiciones que recibimos desde el LCM a pulsos 
de Encoder con los que trabajan las EPOS. Para este cálculo tendremos en cuenta la 
reductora del motor, los 500 pulsos por vuelta del Encoder y el sentido de giro del volante, 
cálculo que es diferente para cada uno de los actuadores. Por último, si se comprueba que 
las EPOS no se están comunicando con nada en el momento, en las máquinas de estados 
se ejecutarán las órdenes de posición a la referencia indicada por el último cálculo 
descrito, siempre que éstas se encuentren en el estado RUNNING. En cambio, si las EPOS 
ya estaban inmersas en una comunicación anterior se salvará el mensaje recibido y se 
marcará una bandera para hacer saber al resto del programa que hay pendiente un mensaje 
USB. 
 
7.2 Software embarcado en el coche 
 
 La función básica del programa ejecutado en el ordenador embarcado en el coche es 
capturar los mensajes LCM publicados por el sistema de control, convertirlos a mensaje 
USB y mandárselo a la Teensy. Además se desarrollaron funciones para que la Teensy 
indicase periódicamente el estado en el que se encuentran freno y volante. Para esto se 
necesitará un bucle principal en el que se compruebe si hay mensaje USB pendiente por 
leer y si hay mensaje LCM por decodificar. Para ello se utilizan las sentencias: 
 
    while (true) { 
   
        a = handlerObject.myUSB->get_bytes_available(); 
        //Guardamos en a el número de bytes available 
        //Si hay más de uno pasamos a leer tantos bytes como diga a 
        //Decodificamos y mandamos por lcm 
        if (a>1) { 
            handlerObject.myUSB->readThis(a,lcm); 
        } 
        lcm->handle(); 
    } 
 
 Cada vez que haya 2 bytes disponibles para su lectura que serán los estados 
correspondientes a volante y freno respectivamente, se decodificarán dichos bytes y 
publicará su estado por LCM. A continuación se leerán los mensajes LCM disponibles. 
Para ello previamente se debió haber suscrito una instancia de la clase LCM a los canales 
determinados para así poder recibir los mensajes publicados con la función aportada en 
las librería lcm->subscribe(). 
 
 Previo al bucle principal, la configuración del puerto serie para la Teensy se realizará 
mediante una sentencia try-catch para así poder detectar si esta no estaba conectada o si 
se produjo un error en la inicialización.  
 
 try { 
  //Intentamos conectar la Teensy 
  myUSB = new SimpleSerial("/dev/ttyACM0",115200); 
 
 }  
 catch(boost::system::system_error& e) { 
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  cout<<"Ha habido un Error: "<<endl<<e.what()<<endl; 
  cout<<"Conectaste la Teensy?"<<endl; 
  error = 1; 
 } 
 
 Se inicia el puerto USB a 115200 bps en el puerto ACM0, puerto que Linux 
selecciona siempre para la Teensy, a través de la clase SimpleSerial desarrollada en este 
trabajo y que será la encargada de la comunicación USB, basándose en otras funciones 
de la librería boost::asio. Tras haber iniciado la comunicación abriendo el puerto serie es 
preciso esperar unos segundos en el programa del ordenador para que la Teensy termine 
su propia configuración y evitar así posteriores errores en el envío o la recepción y 
tiempos de espera demasiado largos para el inicio de la comunicación entre ordenador y 
placa. Una vez realizada la espera se consideró apropiado el envío de una serie de bytes 
desde el ordenador a la Teensy para que esta inicie el programa luego de recibir dicha 
trama de bytes enviada por el ordenador para dar inicio al mismo. 
 
Tras este procedimiento se considera que la Teensy está configurada y se procede a 
la suscripción en los canales LCM indicados así como a la ejecución del bucle principal 
del programa. 
 
 La lectura de los bytes disponibles de la comunicación USB se realiza como sigue, 
indicando a la función cuantos bytes hay que leer y el puntero al objeto LCM 
anteriormente creado: 
 
 void readThis(unsigned short num,lcm::LCM* mylcm) 
    { 
        std::vector<char> buffer(num); 
        boost::asio::read(serial,boost::asio::buffer(buffer)); 
 
        autopia_lcm::control_freno_estados FrenoE; 
        autopia_lcm::control_volante_estados VolanteE; 
 
        FrenoE.Estado = buffer[1]; 
        mylcm -> publish("CONTROL_FRENO_ESTADOS",&FrenoE); 
 
        VolanteE.Estado = buffer[0]; 
        mylcm -> publish("CONTROL_VOLANTE_ESTADOS",&VolanteE); 
 } 
 
 Esta función únicamente lee los bytes indicados y los que están indexados en las 
posiciones 0 y 1, que corresponden respectivamente a volante y freno según se codificó 
el envío desde la Teensy, se publicarán por LCM. 
 
 De manera análoga pero con una filosofía totalmente contraria, se reciben los 
mensajes LCM y se envían por USB: 
 
 void handleFreno(const lcm::ReceiveBuffer* rbuf, 
                     const std::string& chan, 
                     const autopia_lcm::control_freno_orden* msg) { 
        float auxValue = msg->Valor; 
        //corregimos el valor por si acaso y lo convertimos a bytes 
//para mandarlo por usb 
        if (auxValue > 1) 
        { 
            auxValue = 1; 
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        } 
        if (auxValue < 0) 
        { 
            auxValue = 0; 
        } 
 
        data[0]=0x02;   //nodo 2:freno 
        data[1]=0x05;   //longitud de mensaje = 5 
        data[2]=0x06;   //orden 6: envio de posicion 
 
        //convierto el float en 4 bytes del 3 al 6 
        *((float*)&data[3])=auxValue; 
 
        myUSB->writeTeensyData(data,7); 
    } 
 
 En este caso, una vez recibido el valor por LCM, se pasa a la codificación del mensaje 
USB. Para el freno, las posiciones tienen un rango de 0 a 1 y por tanto se comprueba que 
el valor recibido por LCM se encuentra en ese rango. Posteriormente se configura que el 
mensaje va dirigido al freno con longitud 5 y código de operación 6, correspondiente al 
envío de posición. Por último, el dato recibido por LCM, que está codificado en un float, 
es necesario colocarlo en un array de 4 bytes correspondientes a las posiciones a partir de 
la número 3 para finalmente enviar la trama de 7 bytes por USB aprovechando una de las 
funciones de la clase SimpleSerial desarrollada para este trabajo. La función para la 
gestión de un mensaje LCM de posición para el volante es igual que la anteriormente 
explicada con la única diferencia del valor del Nodo, data[0]=0x01,y que los valores de 
posición del volante se codifican de -1 a 1. 
 
void handleTeensyOrden(const lcm::ReceiveBuffer* rbuf, 
                       const std::string& chan, 
                       const autopia_lcm::teensy_ordenes* msg) { 
        data[0]=0x12; 
        data[1]=0x01; 
        data[2]=*((uint8_t*)&(msg->Orden)); 
 
        myUSB->writeTeensyData(data,3); 
   } 
 
 Para el caso de una orden especial el tratamiento es similar aunque sólo se trata de 
una orden de 3 bytes. Por tanto, se establece el Nodo a 0x12 y la longitud a 0x01 ya que 
sólo enviamos un byte correspondiente a la orden especial cuyo valor es coincidente con 
el valor obtenido del LCM. 
 
Sólo quedaría implementar la función de envío de los mensajes aprovechando la 
librería boost. Se realiza a través de las funciones write pertenecientes a asio. A la función 
de lectura le indicaremos el puerto por donde se realizará el envío, la trama de bytes a 
enviar y la longitud de la misma. De esta manera: 
 
void writeTeensyData(uint8_t* mydata,short int length){ 
try{ 
boost::asio::write(serial,boost::asio::buffer(mydata,length)); 
} 
catch(boost::system::system_error& e) { 
std::cout<<e.what()<<std::endl; 
} 
} 
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7.3 Librerías utilizadas 
 
 Debido al cada vez más recurrente acto de publicar el código desarrollado de manera 
abierta, Open Source en inglés, es cada vez más sencillo encontrar paquetes de funciones, 
aplicaciones e interfaces útiles para diversos tipos de proyectos. En el caso que engloba 
este trabajo fin de grado, se encontraron varias librerías que resultaron de bastante utilidad 
facilitando el desarrollo del mismo. Obviando las necesarias para la programación de la 
Teensy y que por tanto acompañan por defecto a dicho software, cabe destacar: 
 
7.3.1 FlexCAN library. 
 
 Esta biblioteca de funciones [24] en C++ fue desarrollada para Arduino o Teensy y 
actúa como driver para la comunicación bus CAN en ambas placas. La Teensy usando 
esta librería, aún no podría comunicarse con un bus CAN a menos que se utilice un 
transceptor. Este pequeño dispositivo permitirá ajustar las tensiones de la Teensy a las 
que utiliza el propio bus CAN, como ya se explicó en el apartado 5.3.1. De la lista de 
funciones  y clases con las que cuenta este repositorio se utilizaron las necesarias para el 
correcto funcionamiento del software que corre en la Teensy, y por tanto, sólo se 
utilizaron funciones relacionadas con la lectura del bus CAN y no con la escritura ya que 
ésta no fue necesaria. Se utilizó la clase FlexCAN con la que se produce toda la 
comunicación con las funciones read y available previamente habiendo indicado la tasa 
de baudrates apropiada para la comunicación con el vehículo, la máscara y los filtros para 
el filtrado software que permitieron recibir únicamente los mensajes deseados aligerando 
el bucle de comunicaciones. 
 
7.3.2 Boost Library 
 
 Esta biblioteca de funciones en C++ fue utilizada en el ordenador embarcado para la 
comunicación USB mediante la librería que se incluye dentro de ella para la 
comunicación asíncrona por puerto serie, asio [25]. 
 
 Utilizando la clase serial_port el programa en C++ es capaz de comunicarse con la 
Teensy por USB, tanto enviando como recibiendo datos a través de las funciones read y 
write. 
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8. PRUEBAS Y VALIDACIÓN 
 
 Las pruebas de validación fueron siendo realizadas de manera paralela al desarrollo 
de este trabajo, según aumentaba la complejidad del mismo y, por tanto, también la 
complejidad de las pruebas. 
 
8.1 Pruebas de Compatibilidad 
 
 Las primeras pruebas se orientaron a analizar la compatibilidad de la placa para 
determinar si la placa elegida era capaz de gestionar las comunicaciones requeridas. La 
elección de realizar estas pruebas en primer lugar se deben a que el coste medido en horas-
hombre era bastante menor si se llegaba a la conclusión de que se debía buscar otra placa 
antes de haber dedicado irrecuperablemente un tiempo demasiado largo.  
 
 Las primeras pruebas que se realizaron fueron para probar que realmente esta placa 
microcontroladora era capaz de leer mensajes CAN. Para ello se utilizó el elemento CAN-
USB (que fue explicado en el apartado 5.4.1) junto con MATLAB que permitió enviar 
mensajes CAN mediante el USB del ordenador a la Teensy, simulando así una 
comunicación con el coche sin tener que estar in situ dentro del vehículo. La prueba 
consistía básicamente en sacar por pantalla del ordenador variables determinadas del 
coche que llegasen por los mensajes CAN, como por ejemplo la velocidad de cada rueda 
y el ángulo del volante. A lo que añadió más tarde el filtro software del CAN, recibiendo 
así únicamente los mensajes deseados, cuyos resultados fueron altamente satisfactorios.  
 
 Posteriormente se pasó a la validación de la comunicación por puerto serie. Antes de 
proceder a comunicarse con las EPOS que precisaban de un circuito electrónico para 
trabajar con el protocolo RS232, se probó que la Teensy era capaz de enviar  y recibir 
cadenas de bytes a otro dispositivo, fuese el ordenador mediante un serial converter USB 
o con un Arduino a distintas velocidades o baudrates. 
 
 Una vez comprobado que la Teensy era capaz de comunicarse sin fallos mediante 
comunicación serie, las pruebas pasaron al siguiente nivel, la comunicación con las 
EPOS, incluyendo su protocolo descrito en el apartado 6.1.2.1. Primero se trataron tramas 
sencillas, como obtener la versión del dispositivo. Le siguieron otros tipos de 
comunicación con resultados más visibles como por ejemplo habilitar el modo de control 
de velocidad y establecer diferentes velocidades  para ser capaz de mover el freno hacia 
delante y hacia atrás a velocidad constante, lo que fue finalmente se empleó para la 
calibración del mismo. 
 
 Se continuó con la combinación de las pruebas, intentando así que la Teensy fuese 
capaz de enviar comandos de velocidad a las EPOS al mismo tiempo que se realizaba la 
lectura del bus CAN del vehículo y se mostraban mensajes por pantalla. Habiendo 
comprobado que la placa soportaba la combinación de las tres comunicaciones se 
probaron los resultados de las calibraciones y las máquinas de estados, donde también se 
requería la capacidad de gestionar todas las comunicaciones. Una vez avanzada la 
máquina de estados se incluyó el sistema override, el cual combina también CAN y 
mensajes con las EPOS, mostrando datos por pantalla para así conseguir la máxima 
dificultad para el alcance de desarrollo en ese momento.  
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 La validación de la comunicación USB  fue una de las pruebas más críticas del 
trabajo. Aunque de pruebas anteriores se supo que la Teensy era capaz de recibir órdenes 
por USB y la interpretación era correcta, emitir estas órdenes desde un programa en C++ 
y a una velocidad considerablemente más alta que las que cualquier usuario podría 
conseguir a mano, se tornaba en una tarea más complicada para la placa controladora 
teniendo en cuenta la tasa de datos que debe manejar. Esto añadido a que las órdenes de 
freno y volante se envían seguidas y por tanto la Teensy debía diferenciar ambas e 
interpretarlas de manera correcta. Tras varias mejoras en el programa embarcado y en el 
programa de la Teensy que mejoraron la interpretación de los mensajes USB así como la 
latencia en la lectura de los propios mensajes, se concluyó que la Teensy era 
sobradamente capaz de manejarse con todas las comunicaciones. 
 
 Para la calibración del sistema take-over u override del freno se realizaron varias 
pruebas en pista con el objetivo de ser capaces de detectar pisadas suficientemente 
significativas para desactivar el modo autónomo del vehículo, despreciando así otras 
interferencias en el pedal como pudieran ser roces o pequeños golpes con el pie. Para una 
validación suficientemente amplia se utilizaron pruebas con tres conductores distintos 
para evitar que las pruebas fueran afectadas por la manera de conducir de un único 
conductor. Durante las pruebas las lecturas del sensor de presión se realizaron cada 50ms 
valor aproximado a la frecuencia de lectura en el programa desarrollado para la Teensy, 
donde la lectura se realiza aproximadamente cada 40ms. 
 
 
Figura 18. Conductor normal. Conductor1 
 
En la figura superior se puede observar los valores obtenidos del sensor de presión 
durante un circuito en condiciones normales de conducción. Se recuerda que para una 
presión mayor se obtiene un valor menor en la placa como se explicó en el apartado 5.3.3. 
La gráfica en azul se trata de los valores directamente leídos del sensor, mientras que la 
gráfica en naranja muestra los valores tras aplicarle un filtrado. Para evitar lecturas 
erróneas que induzcan a la Teensy a interpretar el freno como pisado, se realiza la media 
de los 5 últimos valores recibidos. Para las pruebas de conducción normal, el efecto del 
filtrado es apenas apreciable, ya que las frenadas son suaves y de duración alta 
comparadas con los posibles golpes en el freno. En la siguiente figura se puede observar 
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ya sí el efecto del filtrado en los posibles roces del freno que no deben ser suficientes para 
desactivar el modo autónomo. 
 
 
Figura 19. Golpes en el pedal. Conductor 1 
 
 En esta figura se observa cómo se reduce el valor de lectura en los pequeños golpes 
en el pedal de freno. Para el caso más extremo se observa como las lecturas pasan de un 
valor inferior a 940 hasta un valor aproximado a 990 tras el filtrado, con lo que diferenciar 
y despreciar de estos eventos es mucho más sencillo. 
 
 Como se esperaba, cuanto mayor sea la intensidad y la duración de la frenada, menos 
afectada se ve esta por el filtrado. Esto se confirmó en las pruebas de frenado de 
emergencia donde se pretendía realizar una frenada brusca desde los 60 km/h. 
 
 
Figura 20. Frenada de emergencia conductor 1 
 
880
900
920
940
960
980
1000
1020
1040
0
40
0
80
0
1
2
0
0
1
6
0
0
2
0
0
0
2
4
0
0
2
8
0
0
3
2
0
0
3
6
0
0
4
0
0
0
4
4
0
0
4
8
0
0
5
2
0
0
5
6
0
0
6
0
0
0
6
4
0
0
6
8
0
0
7
2
0
0
7
6
0
0
8
0
0
0
8
4
0
0
8
8
0
0
9
2
0
0
9
6
0
0
10
00
0
10
40
0
10
80
0
11
20
0
11
60
0
12
00
0
12
40
0
V
a
lo
r 
o
b
te
n
id
o
 e
n
 l
a
 T
ee
n
sy
Tiempo (ms)
Pequeños golpes en el pedal conductor 1
Sin filtrar Filtrado
0
200
400
600
800
1000
1200
0
80
0
1
6
0
0
2
4
0
0
3
2
0
0
4
0
0
0
4
8
0
0
5
6
0
0
6
4
0
0
7
2
0
0
8
0
0
0
8
8
0
0
9
6
0
0
10
40
0
11
20
0
12
00
0
12
80
0
13
60
0
14
40
0
15
20
0
16
00
0
16
80
0
17
60
0
18
40
0
19
20
0
20
00
0
V
a
lo
r 
o
b
te
n
id
o
 e
n
 l
a
 T
ee
n
sy
Tiempo (ms)
Frenada de emergencia. Conductor 1
Sin filtrar Filtrado
Pruebas y Validación 
50 Escuela Técnica Superior de Ingenieros Industriales (UPM) 
 
 En este caso, los valores de la frenada son inferiores a 200. Consecuentemente, tras 
analizar las pruebas del conductor 1, un posible valor de corte para que el sistema sea 
capaz de diferenciar un override de un golpe en el pedal sería 980. Así, siempre que la 
media de las 5 últimas lecturas sea menor de 980 estaríamos en un override. Otra posible 
opción para detectar un verdadero el take-over del conductor sería esperar que durante un 
determinado número de milisegundos que los valores originales de lectura fuesen 
menores que un determinado valor. Esta espera no se consideró eficiente ya que haciendo 
la media con el valor actual de lectura se procedería a detecciones más inmediatas, 
mejorando la fiabilidad del sistema y por tanto la seguridad de los pasajeros. Para 
contrastar que 980 fuese el valor correcto se incluyen las pruebas con el conductor 2. 
 
 
Figura 21. Pequeños golpes en el freno. Conductor 2 
 
 En esta segunda prueba se aprecia como en el tercer golpe sobre el pedal el valor 
filtrado si llega a superar el valor 980, por lo que éste queda invalidado. El nuevo corte 
sería 970 si ninguna frenada en conducción normal queda por debajo de este valor, como 
ya ocurre en el conductor 1, cuya menor frenada alcanza el valor 966. 
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Figura 22. Conducción normal. Conductor 3 
 
 
Figura 23. Comparativa de frenada y pequeño golpe. Conductor 3 
 
 En estas gráficas de los conductores 2 y 3, se aprecia como todas las frenadas en 
conducción normal rondan los valores 950-960, por lo que queda validado como corte el 
valor 970 para que una lectura filtrada se considere override. 
 
8.2 Pruebas de Rendimiento 
 
De manera casi simultánea a las pruebas de compatibilidad, se realizaban las pruebas 
de rendimiento. La placa controladora no debía ser sólo compatible con la comunicación 
requerida, sino que también debía ser capaz de gestionar los tres tipos de comunicación 
sobradamente, computacionalmente hablando. 
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El desarrollo de este trabajo comenzó con la comunicación CAN, y por tanto las 
pruebas de rendimiento se realizaron en el coche in situ. Una prueba básica fue obtener 
la velocidad del vehículo mediante mensajes CAN en pista, además comprobando a 
posteriori que los mensajes recibidos en la placa coincidían perfectamente con los valores 
registrados en el ordenador embarcado para esa misma prueba. 
 
 Respecto a la comunicación serie, la tasa de baudrates a elegir fue comprobada con 
un ordenador y el elemento Hardware Serial USB. Mientras que una placa Arduino Mega 
tenía problemas para comunicarse con otros elementos, como fue la Teensy y el propio 
ordenador, a una velocidad superior a 57600, la Teensy soportaba ampliamente la 
comunicación a 115200 bps, velocidad de comunicación por defecto de las EPOS, que 
fue considerada suficiente para este trabajo. 
 
 Una vez validadas tanto la comunicación por puerto serie como por bus CAN, se 
pasó a las pruebas de rendimiento con las EPOS, buscando que las comunicaciones no 
supusiesen un retardo elevado para la ejecución de órdenes de posición. En estas pruebas 
ya se incorporó también la comunicación USB, para así poder indicar la posición deseada 
desde el ordenador. Posteriormente se aumentó la complejidad de estas mismas pruebas 
haciendo que los mensajes de posición viniesen desde un ordenador a velocidades reales 
de comunicación. Se utilizó en ese momento los mensajes LCM para establecer la 
posición deseada cada 100 ms. Tras varias modificaciones buscando eficiencia de lectura 
en el programa principal de la Teensy se consiguió la robustez necesaria para pasar a las 
pruebas en pista donde el ordenador embarcado fuese el que enviase las tramas USB a la 
Teensy en vez de establecer directamente las posiciones del freno y volante por otros 
medios. Una vez sabido que con el vehículo en parado la Teensy era capaz de gestionar 
todas las comunicaciones y sin apreciables problemas de rendimiento se pasó a las 
pruebas en pista, donde realmente si se podrían apreciar los errores debido a los retrasos 
en las comunicaciones. 
 
8.2.1 Pruebas en pista 
 
 Las pruebas en pista buscaron comparar el rendimiento en la conducción autónoma 
utilizando el ordenador principal sin la placa microcontroladora para posteriormente 
realizar la misma prueba utilizando la Teensy. 
 
 Se puede ver uno de los recorridos en la siguiente imagen, con ambos ejes en metros 
desde el punto donde se encuentra la base del GPS diferencial . 
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Figura 24. Comparativa de trayectoria 1 con y sin Teensy 
 
Se puede observar que las trayectorias no tienen grandes diferencias, aun así, se incluye 
posteriormente la misma gráfica con más detalle en la zona considerada más exigente 
para el freno y el volante. 
 
 
Figura 25. Detalle de trayectoria 1, zona complicada 
 
En esta última imagen, ya si se aprecia como las tres rutas realizadas difieren en la última 
curva. La trayectoria programada, en negro, queda más al interior que las otras dos, 
destacando el buen comportamiento de la Teensy en este mismo caso, ya que el error es 
apreciablemente menor. Para confirmar este argumento, se muestra a continuación la 
gráfica comparando la deriva de la trayectoria ambos casos, con y sin Teensy. 
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Figura 26. Comparativa de deriva, trayectoria 1 
 
 Con esta última imagen se llega a la conclusión de que los errores en ambos casos 
son muy similares, dándose casos donde la conducción con Teensy se ajusta menos a la 
trayectoria programada y otros donde se ajusta más, como se vio en la Figura 25, que 
correspondería al segundo pico de esta última imagen. 
 
 Esta primera prueba aquí detallada se realizó con una velocidad consigna de 50 km/h, 
para aumentar los posibles errores se aumentó esta velocidad a 60 km/h para la siguiente 
prueba cuya trayectoria fue la siguiente: 
 
 
Figura 27. Comparativa de trayectoria 2 con y sin Teensy 
 
En esta imagen se puede ver que la trayectoria definida consta de dos rectas largas, 
dos cortas y cuatro curvas. Para analizar las desviaciones, se muestra con un mayor zoom 
la curva cuya entrada se realiza a mayor velocidad. 
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Figura 28. Detalle de Curva en la trayectoria 2 
 
 Incluyo en la curva que en el circuito realizado era más exigente para freno y volante, 
al igual que ocurrió en la trayectoria 1, los errores para los casos con y sin Teensy son 
casi idénticos, lo que impide sacar conclusiones con esta imagen. Para una mayor 
fiabilidad en la distinción de ambas trayectorias, se presenta de nuevo la deriva, en este 
caso para la trayectoria 2. 
 
 
Figura 29. Comparativa de deriva, trayectoria 2 
 
 Despreciando los errores al principio debido a que la posición inicial del vehículo se 
ajustó más para la prueba sin Teensy, se puede observar que los errores son muy 
parecidos, a veces incluso indistinguibles. Éstos, no pasan de un metro de error y la 
diferencia entre ambos es casi nula durante todo el recorrido. 
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Figura 30. Diferencia en la deriva 
 
 Con esta última gráfica, ahora en centímetros en el eje Y, vemos la diferencia en la 
deriva en los recorridos con Teensy y sin Teensy. Por tanto, un valor positivo indicaría 
que en el recorrido con la Teensy, el error fue mayor. En la misma se aprecia que la 
diferencia máxima entre ambas trayectorias es de 10 cm. 
 
Se concluye por tanto que la Teensy no sufre retardos en la comunicación 
suficientemente elevados para que sean apreciables errores en la posición del vehículo, 
dando validez tanto a la placa como al software que esta ejecuta, y consecuentemente a 
este trabajo fin de grado. 
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9. PLANIFICACIÓN TEMPORAL Y PRESUPUESTO 
 
9.1 Planificación temporal 
 
Previo al resumen de la cantidad de horas dedicadas en este trabajo y como se 
repartieron se muestra la descomposición en tareas del mismo en una EDP. 
 
 
Figura 31. EDP 
 
En la planificación temporal se pueden ver cómo se repartieron las horas en este 
trabajo si diferenciamos las horas dedicadas a la documentación, al desarrollo del trabajo, 
y al desarrollo de esta memoria al igual que se hizo en la EDP de la figura anterior 
incluyendo las horas de pruebas como parte del desarrollo ya que la división puede ser 
muy difusa. Representando dicha división en un gráfico. 
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Tabla 8. Reparto de horas del trabajo 
 
Como era de esperar, la duración correspondiente al desarrollo del software y la 
instalación del Hardware conllevan aproximadamente tres cuartas partes de las horas 
invertidas en este trabajo fin de grado. A su vez, si representamos cómo se distribuyeron 
las tareas durante el curso en un diagrama de Gantt. 
  
22%
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72%
REPARTO DE HORAS DEL TRABAJO
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Figura 32. Diagrama de Gantt 
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 Las etapas más importantes de desarrollo fueron de febrero a mayo, ya que la carga 
de trabajo asumible por semana era mayor, y se puede observar también que en enero y 
diciembre hay largas tareas que probablemente durasen más como consecuencia de que 
la dedicación fue menor, debido a que en ambos meses se encuentran las vacaciones de 
Navidad y la época de exámenes. 
 
9.2 Presupuesto  
 
 Para el presupuesto de este trabajo se tomó el precio por hora de un estudiante de 
Ingeniería como 12€. Además, se sumaron otros costes imprescindibles como fueron la 
Teensy y la amortización lineal de un ordenador portátil sin el cual el desarrollo de este 
trabajo no habría sido posible. 
 
Origen del coste de proyecto 
 TAREAS DEL PROYECTO HORAS MANO OBRA COSTE MANO OBRA (€) OTROS COSTES (€) TOTAL POR TAREA 
 D
E
S
A
R
R
O
L
L
O
 
D
E
L
 P
R
O
Y
E
C
T
O
  
Documentación y búsqueda de librerías  19,5 12,00 € 0,00 € 234,00 € 
Desarrollar arquitectura del sistema para Teensy 177,75 12,00 € 0,00 € 2.133,00 € 
Desarrollar arquitectura del sistema para PC 
embarcado 
40,00 12,00 € 0,00 € 480,00 € 
Pruebas de Validación 6,00 50,00 € 60,00 € 360,00 € 
Subtotal 243,25  60,00 € 3.207,00 € 
      
 A
D
M
IN
IS
 
T
R
A
C
IÓ
N
  Memoria del proyecto y documentación de 
resultados 
63,25 12,00 € 0,00 € 759,00 € 
Diagrama de Gantt, EDP, Presupuesto 6,00 12,00 € 0,00 € 72,00 € 
Subtotal 69,25 12,00 € 0,00 € 831,00 € 
      
 O
T
R
O
S
 
C
O
S
T
E
S
  Teensy   18,00 € 18,00 € 
Ordenador Portátil (720€ / 5 años * 10 meses)   60,00 € 60,00 € 
Subtotal   78,00 € 78,00 € 
      
TOTAL 312,5  138,00 € 4.116,00 € 
Tabla 9. Presupuesto 
 
En la tabla anterior se puede ver todo el desglose del presupuesto donde se muestra 
que la duración del trabajo ha sido de 312 horas y media de las cuales 6 han sido de 
pruebas en el vehículo que se consideran de un precio superior al contar también con las 
horas del tutor y de gasolina del coche, quedando una cantidad final de cuatro mil ciento 
dieciséis euros. 
 
Para un proyecto normal la curva teórica de coste en el tiempo, también llamada 
curva de la S, se suele representar como: 
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Figura 33. Curva teórica del coste acumulado del proyecto 
 
 Si representamos ahora, la curva de coste acumulado para el presente trabajo fin de 
grado se obtiene la siguiente gráfica: 
 
 
Figura 34. Curva del coste acumulado del proyecto 
 
 La gráfica de la figura anterior es bastante parecida a la teórica mostrada en la Figura 
33 quitando el detalle de que se ve claramente una meseta en el coste para los meses de 
diciembre y enero debido a las fiestas de Navidad y la época de exámenes que impidieron 
la progresión lineal de este trabajo. Una vez pasado el mes de enero, se produce una 
progresión en cuanto al número de horas por semana y, por tanto, la pendiente de la recta 
es apreciablemente más elevada. Como valor de inicio al presupuesto el 29 de septiembre, 
fecha de inicio de este proyecto, se encuentran los 18€ correspondientes al coste de 
adquisición de la Teensy 3.2, y como valor final el día 21 de julio se encuentran los ya 
mencionados cuatro mil ciento dieciséis euros. 
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10. LÍNEAS FUTURAS Y CONCLUSIONES 
 
Como la tecnología nunca para y siempre hay espacio para la mejora, se pueden 
indicar varias líneas para futuros desarrollos a partir de este trabajo fin de grado. 
 
Uno de ellos que además podría considerarse el más obvio y continuista es la gestión 
del override del conductor cuando éste actúe sobre el acelerador del vehículo, lo que no 
fue contemplado en este trabajo, ya que no existe ninguna EPOS que controle un motor 
para el acelerador, sino que todo se trata a través de una señal analógica. Igualmente, con 
un sensor de presión similar al del freno pero con una forma distinta, ya que el pedal del 
acelerador suele ser en todos los vehículos más estrecho que el del freno, se podría llegar 
a detectar la pisada del conductor en condiciones de conducción cuando el mismo quiera 
realizar una maniobra de take-over. Para la parada del modo autónomo del vehículo no 
existe la posibilidad de que la Teensy ignore las órdenes de posición del acelerador porque 
ésta no las recibe, la única manera de entrar en un modo de conducción convencional es 
detectando el override con la Teensy de la misma manera que con el freno, visto que es 
muy sencillo y de coste computacional muy bajo, e indicar al ordenador principal este 
evento mediante un mensaje USB, y posteriormente con un mensaje LCM, que el sistema 
de control tome las medidas necesarias una vez recibido el mensaje de que se ha 
producido un override en el freno.  
 
Un problema que ocasionó la conducción a través de la Teensy es que, para liberar 
carga de comunicaciones, no se pregunta constantemente el estado de las EPOS. Esto 
ocasiona que para en el caso de que se produzca un evento de sobrecorriente debido a una 
acción brusca del conductor, como podría ser un volantazo, las EPOS se bloquean antes 
de que el sistema haya detectado el override. La diferencia entre este evento y un override 
como los explicados en este trabajo es que tras una sobrecorriente en los motores, la EPOS 
no vuelve del estado de bloqueo en el que se encuentre. Por tanto, sería interesante, y por 
esto se menciona en este apartado de líneas futuras, que la Teensy preguntase el estado 
de las EPOS, aunque fuese a una frecuencia bastante menor como podría ser una vez cada 
2 segundos. 
 
Como conclusiones se podría destacar que la placa microcontroladora seleccionada 
es perfectamente válida para ejecutar el software migrado del ordenador embarcado sin 
ocasionar retrasos ni errores en la conducción, aportando otras ventajas como la detección 
de los overrides del conductor y freno y volante. Por último, se podría añadir que  el 
presente trabajo fin de grado busca a avanzar en el desarrollo de la conducción autónoma, 
estableciendo sistemas como el take-over que ayuden a la transición hacia la 
normalización del vehículo autónomo en nuestras carreteras. 
 
 
 
Migración del software de control de un vehículo a un computador dedicado  
 
Víctor Sánchez Prieto  65 
11. RESPONSABILIDAD 
 
Además de la dimensión técnica de este trabajo fin de grado, conviene destacar su 
dimensión social. 
 
En los recientes años donde la robótica ha evolucionado de una manera abismal, la 
creciente visión de los trabajadores de diferentes sectores hacia los robots como un 
obstáculo a evitar para mantener su trabajo ha hecho que el campo de la automatización 
sea polémico en nuestros días. El miedo a perder el trabajo de muchas personas hace que 
éstas sean reticentes a automatizar diversas máquinas existentes hoy en día. El coche 
autónomo es uno de estos campos hoy en día. Los taxistas entre otros trabajadores del 
sector de los transportes son reluctantes a permitir que el vehículo autónomo se convierta 
en un medio de transporte que pueda llegar a quitarlos clientes. 
 
Pero no todos los aspectos son negativos, el coche autónomo puede aportar diversas 
mejoras entre ellas la reducción de accidentes de tráfico. La reducción del coste de vidas 
en las carreteras es considerable y la mejora para la sociedad en el próximo futuro será 
bastante alta cuando se llegue a alcanzar un nivel de automatización y seguridad 
suficientemente alto. Mientras tanto, los vehículos autónomos y no automatizados 
deberán coexistir y hasta que se produzcan las mejoras técnicas necesarias, el conductor 
debe supervisar constantemente las decisiones del vehículo y deberá hacerse cargo de la 
conducción es bastantes situaciones complicadas. Esto es mejorado significativamente 
con este trabajo fin de grado donde el sistema take-over puede facilitar la integración de 
la conducción del modo autónomo en la actualidad debido a que el conductor podrá 
sobrescribir una orden del vehículo cuando lo considere apropiado o necesario. 
 
Este aspecto no solo beneficiará a los conductores, sino también a los pasajeros, 
viéndose reducida las posibles situaciones de accidentes ya que el conductor podrá 
hacerse más fácilmente con el control del vehículo y presumiblemente tomar la mejor 
decisión ya que el ser humano actualmente tiene más conocimiento del entorno. 
 
Por otro lado la posibilidad de dar mejores opciones de desplazamiento a colectivos 
menos afortunados como pueden ser los invidentes hacen que la conducción autónoma se 
torne en una base para la integración apoyándose en las generaciones futuras de vehículos. 
 
Cabe destacar también el impacto medioambiental que el vehículo autónomo puede 
llegar a tener en el futuro próximo. La mejor predicción de velocidades y aceleraciones 
supondrá un menor consumo de combustible o de batería ya que aunque un vehículo 
eléctrico no emite in situ, las emisiones para generar dicha electricidad si cuentan en el 
día a día.  
 
Tras todas estas consideraciones se concluye el presente trabajo fin de grado 
afirmando que la conducción autónoma puede llegar a ser un beneficioso cambio para la 
sociedad. 
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ABREVIATURAS 
 
 CAN: Controller Area Network. 
 
 CAR: Centro de Automática y Robótica. 
 
 CSIC: Consejo Superior de Investigaciones Científicas. 
 
 DGT: Dirección General de Tráfico. 
 
 EDP: Estructura de Descomposición del Proyecto. 
 
 EPOS: controlador digital de posicionamiento de Maxon Motor® en formato 
modular. 
 
 IDE: Integrated Development Environment. 
 
 LCM: Lightweight Communications and Marshalling. 
 
 LIDAR: Laser Imaging Detection and Ranging. 
 
 TFG: Trabajo Fin de Grado 
 
 UART: Universal Asynchronous Receiver-Transmitter. 
 
 UPM: Universidad Politécnica de Madrid. 
 
 USB: Universal Serie Bus. 
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