In enumerative combinatorics, it is often a goal to enumerate both labeled and unlabeled structures of a given type. The theory of combinatorial species is a novel toolset which provides a rigorous foundation for dealing with the distinction between labeled and unlabeled structures. The cycle index series of a species encodes the labeled and unlabeled enumerative data of that species. Moreover, by using species operations, we are able to solve for the cycle index series of one species in terms of other, known cycle indices of other species. Section 3 is an exposition of species theory and Section 4 is an enumeration of point-determining bipartite graphs using this toolset. In Section 5, we extend a result about point-determining graphs to a similar result for pointdetermining Φ-graphs, where Φ is a class of graphs with certain properties. Finally, Appendix A is an expository on species computation using the software Sage [9] and Appendix B uses Sage to calculate the cycle index series of point-determining bipartite graphs.
Introduction
Species theory was introduced in 1981 by André Joyal [6] . Joyal was a category theorist who realized that category theory could be applied to enumerative combinatorics. Our exposition up until Section 3.5.1 is due to Joyal's work; [1] was our source for most of this material. The rest of the exposition is due to several works on the subject, including [2] , [3] , [4] , and [7] . We use the computer algebra system Sage [9] for our species calculations. Much of the Sage code used is due to Andrew Gainer-Dewar, as is most of the insight in Section 4.1.
The purpose of species theory is to make rigorous the distinction between labeled and unlabeled structures. Frequently, it is much easier to work with labeled structures than unlabeled, and the cycle index series allows us to encode both. Therefore, species theory is a valuable tool for unlabeled enumerations in particular. A species can be thought of as a machine for turning labels into structures, and this way of thinking allows us to capture the automorphism data of the structures.
Section 2 covers some graph preliminaries. The reader with a basic understanding of graph theory may skip this section and use it as a reference.
Section 3 covers the basic definition of a combinatorial species, and some species theory preliminaries. Subsection 3.1 defines combinatorial equality; 3.2 defines the associated generating series; 3.3 covers algebraic operations on species; 3.4 defines virtual species and the species logarithm Ω; finally, 3.5 is an exposition of Γ-species and quotient species.
Section 4 is a demonstration of how to apply some of the species operations introduced in Section 3 to enumerate the species of point-determining bipartite graphs. This enumeration in the unlabeled case appears to be original. The computation of the associated series is done in Sage [9] in Appendix B, after a Sage exposition in Appendx A. These calculations are a good demonstration of the power of Sage.
Section 5 is a generalization of some results by Gessel and Li [5] about point-determining graphs and graphs without endpoints. In Subsection 5.1, we generalize a standard result for point-determining graphs to point-determining versions of various classes of graphs. In 5.2, we do a similar generalization about graphs without endpoints. Finally, in 5.3, we combine these results to generalize a result relating point-determining graphs and graphs without endpoints. of v is the set {u ∈ V : {u, v} ∈ E}.
That is, the neighborhood of v is the set of vertices adjacent to it in G. Definition 2.3. The complement of a graph G = (V, E) is the graph H = (V, E ′ ), where for all u, v ∈ V , {u, v} ∈ E ′ ⇐⇒ {u, v} / ∈ E. That is, the complement of G is the graph in which all vertices that were not adjacent in G are now adjacent and all vertices that were adjacent in G are not adjacent. See Figure 3 A bipartite graph may be properly bicolored in multiple ways, as seen in Figure 8 , and in the following proposition. Proposition 2.6. If k is the number of connected components of a bipartite graph, G, then G may be properly bicolored in 2 k ways.
Proof. Let G be a bipartite graph with k connected components, and let H be a connected component of G. Since G is bipartite, H is bipartite. So, let A and B partition the vertex set of H so that no two vertices in A are adjacent and no two vertices in B are adjacent. Now without loss of generality, let v ∈ A be colored red. Color every other vertex in H so that no two vertices of the same color are adjacent (a proper bicoloring). We will show that every vertex in A is colored red and every vertex in B is colored blue (call this the correct coloring).
Suppose that we do not get the correct coloring. Choose a vertex w = v that does not have the correct coloring so that the shortest path from v to w is minimal. Without loss of generality, let w ∈ A, and let u be the vertex adjacent to w on a shortest path from v to w. Then, u ∈ B. Thus, there is a shorter path from v to u than from v to w so, u has a correct coloring. But now this means that u and w have the same color, a contradiction.
Thus, any connected component of G can be properly bicolored in two ways: pick a vertex and color it red, or blue. Additionally, by the definition of connected, no edge in any connected component is adjacent to any vertex in another component. Therefore, we can make this choice independently for each component. Thus, there are 2 k ways to properly bicolor G.
In fact, a connected bipartite graph may be properly bicolored in exactly two ways: bicoloring the graph one way, or bicoloring the graph with all of the colors switched. This will be important later when we discuss quotient species.
Species theory
A species is a way of thinking about a set of combinatorial structures. Naturally speaking, a species is a function that sends a set of labels to a set of structures. Species theory allows us to manipulate such structures in ways we would not be able to otherwise. Definition 3.1. For a finite set U, a species F is a rule that produces a finite set F [U], which is called the set of F -structures on U. Additionally, for a bijection σ :
, which is called the transport of F -structures along σ. This function F [σ] must satisfy the following functor properties:
• For all bijections σ : U → V and τ : V → W :
• For the identity map Id U : U → U:
For instance, the graph species G is a function that turns a set of labels into the set of graphs on those labels. More rigorously, Example 3.2. Given a set of vertices U, we define the species of simple graphs G[U] as:
is the set of unordered pairs of distinct elements of U. Moreover, for any bijection σ : U → V , we define the transport of G-structures along σ as the relabeling of vertices in U by the vertices in V using the bijection σ.
Given {1, 2, 3} as the set of labels, we obtain the set of all possible graphs on three labels, G[{1, 2, 3}], as depicted in Figure 9 . Using species transports, we can permute the labels of such graphs. Consider the permutation σ = (123). The transport G[σ] maps the edgeless graph to itself and the complete graph to itself. It also creates an orbit of length three among those graphs with exactly one edge, and an orbit of length three among those graphs with exactly two edges (depicted in Figure 10 ). 
Associated series
For a species of structure F , there exist three power series that allow us to enumerate Fstructures. These power series are the exponential generating series, the type generating series, and the cycle index series.
Exponential generating series
The exponential generating series is a powerful tool that allows us to enumerate the labeled F -structures in F [U] for a species F . Such information is recorded in the coefficients of the infinite series.
Definition 3.3. The exponential generating series of a species of structures F is defined as:
where f n = |F [n]| = the number of F -structures on a set of n elements.
Example 3.4. There are f n = n! linear orderings on a set of size n. Thus, the exponential generating function for the species L of linear orderings is
Type generating series
The type generating series allows us to enumerate unlabeled F -structures. This can be seen as computing the number of different "shapes" that an F -structure of a given size can have, irrespective of labels. In other words, this can be thought of as isomorphism classes of labeled structures under permuting the labels. For instance, whereas there are eight labeled G-structures on three vertices (Figure 9 ), there are four unlabeled G-structuresfour "shapes"-on three vertices (Figure 11 ). By Definition 3.5, an isomorphism type of F -structures of order n is defined as an equivalence class of F -structures on n. With this in mind, we define the type generating series: Definition 3.6. Let T (F n ) be the quotient set, denoted F [n]/ ∼, of isomorphism classes of F -structures of order n. The type generating series of a species of structures F is the formal power series:
f n x n where f n = |T (F n )| is the number of unlabeled F -structures of order n.
Example 3.7. Given a set of n elements and the species of permutations, S, we compute the value |T (S n )|. For s, t ∈ S to be equivalent, the lengths of disjoint cycles when decomposing s must match the lengths of the cycles of t. So f n is the number of partitions of the number n. Then, we can verify that S(x) = ∞ k=0
Cycle index series
By permuting the labels and checking which structures are fixed by each permutation, we can get information about the way they relate to each other. In particular, a Burnside's Lemma computation allows us to enumerate unlabeled structures.
The cycle index series is defined as follows.
Definition 3.8. The cycle index series of a species of structures F is the formal power series: 3 · · · p σn n , and σ i is the number of i-cycles of σ.
Example 3.9. Consider the species of graphs, G. We can compute how much the graphs on the first few values of n contribute to the overall cycle index series of G.
• For n = 2, G[{1, 2}] contains only two graphs: the complete graph on two vertices (K 2 ) and its complement (K c 2 ). So, applying any permutation of S 2 to these graphs leaves us with the original graphs. Thus we have:
] contains eight graphs as shown above.
-Consider the permutation σ = (123). In Figure 10 , we see that σ fixes two out of the eight structures of G[{1, 2, 3}]. Thus, its term in the cycle index series is 2p 3 .
-Consider the permutation σ = (12). One can see that the permutation fixes four structures while permuting two pairs of structres in G[{1, 2, 3}]. Thus, its term in cycle index series is 4p 1 p 2 .
The cycle index series as a generalization
The cycle index series of a species is simultaneously a generalization of both the generating series and the type generating series. We can indeed obtain both of these series from the cycle index series by the following theorem, a proof of which is in [1, Theorem 1.2.8].
Theorem 3.10. For any species of structures F :
The computation of the type generating series from the cycle index series is an application of Burnside's Lemma. For many species, a direct computation of the type generating series is challenging because it is sometimes hard to deal with the structural symmetries of the objects. In some of these cases, we can still enumerate the species by computing the cycle index using the species operations described in the next section. But first, we introduce some examples of species.
Examples of Basic Species
• The empty species (0) is defined as the species that puts zero structures on a set U.
That is, 0[U] = ∅ for every set U.
• The empty set species (1) is defined as the species that puts one structure on the empty set, and puts no structures on anything else. That is, for a set U,
• The singleton species (X) is defined as the species that puts a structure on the set U if |U| = 1 and no structure on U otherwise. That is, for a set U,
• The permutation species (S) is defined as the species whose structures on U are the permutations of U. The transports of the permutation species work in the following way: given a transport σ and a permutation π, S[σ](π) = σπσ −1 .
• The linear ordering species (L) is defined as the species whose structures on U are the linear orderings on U. The transports of the linear orderings species work in the following way: given a transport σ and a linear ordering
• The set species (E) is defined as the species whose only structure on U is the set U itself. That is, E[U] = {U}.
Species
Symbol Exp. Gen. Series Type Gen. Series Cycle Index Series Empty
Combinatorial equality
Two species of structures F and G are said to be combinatorially equal when they are isomorphic, which is defined as follows: 
For species F and G, we denote their equality as F = G. If two species are combinatorially equal, it does not necessarily mean that the species' structure sets are exactly identical. All it means is that their combinatorial properties are the same, including their three associated series. In short, if F = G, then their structure sets are the same size, and their transports act in structurally the same way. On the other hand, it is not enough to have simply the same number of structures, as we see in the following example.
Example 3.12. Consider the species of linear orderings (L) and the species of permutations (S). Despite having the same exponential generating series, their transports differ. Moreover, their type generating series and cycle index series are not equal. Therefore, L = S.
Algebraic operations on species
To find the cycle index series of a species, it is not always feasible to compute the sum directly. Instead, we may build a species out of other species by defining operations such as addition and multiplication on species. We now make a sequence of precise technical definitions, each followed by explanation and examples that illuminate its underlying meaning. This material is covered by [1] .
Addition
Definition 3.13. Let F and G be species. Then their sum F + G is the species where
where A ⊔ B, the disjoint union of A and B, is the set of A-elements colored red and Belements colored blue, and
This means that an F + G-structure is a red F -structure or a blue G-structure. Two red (resp. blue) F +G-structures are isomorphic if and only if they are isomorphic as F -structures (resp. G-structures). It is easily seen that addition of species is associative and commutative.
Species addition behaves nicely with generating series, as seen in this proposition, where the proof can be found in [1] . Proposition 3.14. For any species F and G,
Example 3.15.
• If A is the species of trees, B is the species of forests, and B * is the species of disconnected forests, then B = A + B * .
• Consider the species G C (connected graphs) and B (forests). Then G C +B is the species of structures that are either connected graphs or forests. Since a tree is a connected forest, G C + B includes every tree twice: once in G C and once in B. Also, even though they may be identical in structure, none of the G C -trees are considered isomorphic with the B-trees because they come from different terms in the sum.
• A simpler example is 1 + X. Since 1 is the species of the empty set and X is the species of singleton sets, 1 + X is the species of sets of size at most 1.
Multiplication
Definition 3.16. Let F and G be species. Then their product F · G is the species such that:
where σ 1 and σ 2 are the restrictions of σ to the label sets of s and t respectively.
That is, we form an (F · G)-structure by partitioning the label set into two parts, putting an F -structure on the first part, and putting a G-structure on the second part. Two (F · G)-structures are isomorphic if and only if their F -structure parts are isomorphic and their G-structure parts are isomorphic. In short, an (F · G)-structure is an ordered pair of an Fstructure and a G-structure (see Figure 12 ). It is easily checked that species multiplication is associative and commutative, and that it distributes with species addition.
Species multiplication also behaves nicely with generating series, as seen in this proposition. The proof can be found in [1] .
Proposition 3.17. For any species F and G, : This is a diagram of an arbitrary structure of the species F 1 · F 2 . Given the label set U = {A, B, C, D, E, F }, we partition U into two sets, in this case {A, B, E, F } and {C, D}, and put an F 1 structure on the first set and an F 2 structure on the second set.
• If E is the set species, then an (E · E)-structure is just a partition of the label set into two distinguishable parts. Since "in the second part" is equivalent to "not in the first part", the species E · E is equal to Sub, the species of subsets of the label set. Then
This shows that a set of size n has 2 n subsets, without actually having to count them.
• Let X be the species of singleton sets, L the species of linear orderings, and L + the species of non-empty linear orderings. We can write
because every non-empty linear ordering can be partitioned into a first element (a singleton) followed by the rest (a linear ordering). Since every linear ordering is empty or non-empty, L = 1 + L + . Therefore,
This relation also holds for the respective cycle-index series:
This allows us to solve for
• Recall that 0 is the empty species (which has no structures) and 1 is the empty-set species (whose only structure is the empty set). Notice that, for any species F , we have F · 0 = 0, because there are no 0-structures. We also have F · 1 = F , because the only way to partition the label set between an F -structure and the empty set is to give all of them to the F -structure and none of them to the empty set.
Composition
Definition 3.19. Let F and G be species such that G[∅] = ∅. We will define a species F • G, called the composition (or substitution) of F and G. Its structure set (F • G)[U] is given by:
and T is a set of G-structures whose label sets partition U }.
. For each t ∈ T , let σ t be the restriction of σ to the label set of t.
Let τ be a function from T defined by
Then the transports of F • G are:
This means that an (F • G)-structure on label set U is formed by arranging the labels into G-structures and arranging the G-structures into an F -structure. The construction of (F • G)-structure is illustrated in Figure 13 .
: This is a diagram of an arbitrary structure of the species F • G. Given the label set U = {W, O, L, V, E, Y, P, T, M, X, V, S}, we partition U, in this case into the sets {W, V }, {M, O}, {E, L, S, Y }, and {P, T, X}, put a G structure on each set and an F structure on the set of G-stuctures.
Two (F • G)-structures are isomorphic if the two overarching F -structures are isomorphic and the corresponding G-structure parts are isomorphic. The species G is forbidden from having an empty structure; otherwise, any subdivision of the label set into G-structures would be extendable by adjoining any number of empty G-structures, so (F • G)-structures would have arbitrarily many empty G-structures.
Composition of generating series is not as straightforward as their addition and multiplication. 
. .).
A proof of this theorem is given in [1, Theorem 1.4.2] . This yields the following two generating series:
The exponential series is literally a composition of the functions. However, it is significant that the expression for the type generating series requires usage of the cycle index series. This is largely why the cycle index series is so useful in enumerating unlabeled structures, as we will see in sections 4 and 5.
Example 3.21. Recall that E is the set species. For any species F , an (E • F )-structure is a set of F -structures. This is particularly meaningful when F is a species of connected structures. For instance:
• If G is the species of graphs and G C is the species of connected graphs, then
• If S is the species of permutations and C is the species of (non-empty) cycles, then S = E • C.
• If A is the species of rooted trees, then A = X · (E • A). A rooted tree can be thought of as a singleton, the root, and a set of rooted trees emanating from the singleton. The root of each of these smaller trees is the vertex in the smaller tree adjacent to the singleton (See Figure 14) .
• Define the species End of endofunctions; that is, End[U] is the set of functions from U to U, and
which is f conjugated by σ. If A is the species of rooted trees and S is the species of permutations, then End = S • A.
To see this, let G be the directed graph (a graph where every edge points towards one of its vertices and we can have up to two edges for each pair of vertices, up to one pointing each way) with vertex set U and an edge from u to v if f (u) = v. The reader may note that the function taking f to G is injective. Some elements of U are periodic, and so these create cycles in G. The rest of the elements eventually land on a periodic element, and this corresponds to a path in G leading into the vertex of the periodic element. Thus, as seen in Figure 15 , G corresponds to a set of cycles, which we have seen is a permutation, where each vertex is the root of the tree flowing into it. Thus, we have the equation End = S • A. 
, and f (6) = 11. Note that this construction can be understood as a permutation of rooted trees.
We also have the following algebraic facts about composition, the proofs of which follow when considered at the cycle index level:
• F • X = F and X • H = H (identity).
Differentiation and pointing
Next we define the operation of differentiation. Differentiation is most important in that it allows us to root, or point, a species. For instance, the species A of rooted trees can be expressed in terms of the species a of unrooted trees by the formula A = X · a ′ , as we will see below.
Definition 3.23. Given a species F , define its derivative F ′ to be the species such that, if
and
where σ + ( * ) = * and σ
Thus, we take a derivative by adding a star to the label set and requiring that the star remain fixed by isomorphisms. This definition ensures that we have the equality
The following proposition explains the name derivative. The proof of is left to the reader.
Proposition 3.24. For any species F ,
This yields the following two generating series:
Example 3.25. This following example is accredited to [1] : Recall that L denotes the species of linear orderings. We denote the species of cyclic orderings by C. The generating series for C can be calculated using species differentiation. It turns out that the generating series of the derivative of cyclic orderings is
. That is, a C ′ -structure on a set U is a C-structure on the set U ∪ { * }. Thus, we naturally imagine the derivative of a cylic ordering as a linear ordering, forgetting *, on the set U (depicted in Figure 16 ).
Therefore, in terms of its generating series, Now we define the operation of pointing. The effect of pointing is to take an unrooted structure and turn it into a rooted structure.
Definition 3.26. Given a species F , the species of pointed F -structures is the species X · F ′ .
Example 3.27. If A is the species of rooted trees, and a is the species of unrooted trees, then a ′ is the species of unrooted trees where one vertex is replaced by a * . Thus, in an X · a ′ -structure, we can connect the singleton vertex to the * , and interpret this as removing the * and connecting the singleton to the vertices that were connected to the * . The result is a rooted tree, so we have the equation A = X · a ′ .
Virtual species
Once we have defined the addition and multiplication operators on species, we may ask whether we can define their inverses. We thus define the concept of a virtual species as a subtraction of two species. This definition is essentially the same as the definition of Z in terms of N, and allows us to define division. Addition, multiplication, and composition work on virtual species as they do on regular species. Therefore, instead of worrying about the technical definitions, it would benefit the reader to understand that these definitions represent an extension of the usual species operations onto virtual species.
Definition 3.28. Let F and G be species. Then we define the virtual species F − G as the element (F , G) in {(A, B) : A and B are species }/ ∼, where ∼ is the equivalence relation
The additive inverse of F , denoted −F , is given as −F = 0 − F .
Note that in the case that B is a subspecies of A, A−B may be thought of as the ordinary species of A structures that are not B structures.
The set of virtual species is a commutative ring under addition and multiplication.
Using our new rule for subtraction, we can define a multiplicative inverse for most species. Given a species F with one structure on the empty set, we define
Note that we can only make this definition if the family F n + is summable-that is, if for any set U, F n + = ∅ for all n greater than some N. We can also define composition on virtual species. The technical definition [1, p. 127 ] is that, given virtual species Φ and Ψ with Ψ = H − K and Ψ[∅] = ∅,
The species logarithm Ω
Let Ω be the compositional inverse of E + ; that is, Ω is the virtual species that satisfies the equation
It is shown in [1] that such a species Ω exists and is unique, and [7] provides insight into how its cycle index series can be calculated. Given any species A with A[∅] = ∅, the species B = Ω • A is known as the combinatorial logarithm of A. Note that this means that A = E + • B.
Often Ω • A can be thought of as connected A-structures. For instance, the species Ω • G is the species of connected graphs, G C . This is true because arbitrary graphs are disjoint collections of connected graphs. This gives us the equation G = E • G C , so by left-composing Ω, we have G C = Ω • G. In some cases, there is no concept of connected A-structures, and for some species, like linear orders, the species Ω•L is strictly virtual (has negative terms). However, it is important to notice that there are many species F for which Ω • F is positive (has no negative terms), such as the species of graphs G as shown above.
The reason for the name "combinatorial logarithm" comes from the effect that composition with Ω has on the associated series of a species. For instance if F (x) is the exponential generating series for F , then [1, 131] (Ω • F )(x) = log F (x).
Similar but more complicated formulas hold for the type generating series and the cycle index series.
Γ-species and quotient species
Up until now, we have seen several species operations and have introduced the concept of virtual species and the combinatorial logarithm (work accredited to [1] ). We utilize these tools to build other species out of species we already know how to enumerate. However, these methods do not encompass all that we can do to find other species. Some species have structures that are best described as orbits of another species' structures under some group action (quotient species). But, before getting to the orbits themselves, we describe how a group can act on the structures (Γ-species). The following concepts of Γ-species and quotient species can be found in [3] and [4] .
Γ-species
So far we have been applying actions on the labels of structures. But, what if we wanted to apply actions, specifically group actions, on the structures themselves? This brings us to the definition of Γ-species.
Definition 3.29. Let Γ be a group. Then a Γ-species F is a combinatorial species F equipped with a group action of Γ on F -structures that respects isomorphisms between F -structures.
Example 3.30. Consider G, the species of graphs. Let the group S 2 act on G-structures (that is, graphs) by sending each graph G to itself via the identity and sending G to its complement G C via the group element (12). It is easily checked that this group action respects graph isomorphisms; thus, G with this action of S 2 is an S 2 -species.
To complete our introduction to Γ-species, we define the Γ-cycle index series.
Definition 3.31. For a group Γ and a Γ-species F , the cycle index series of F is defined as
3 · · · p σn n and γ ∈ Γ. This analog to the cycle index series for species takes an additional paramter, γ, which is necessary to include since equipping the group action to an F -structure may alter whether or not it stays fixed by our permutation. Similar to the cycle index series for species, this cycle index series counts the F structures according to the permutation data, but now also with respect to the group actions.
Note that if F is a Γ-species, the ordinary cycle index of F can be found by evaluating the Γ cycle index series at the identity element of Γ.
Like the algebraic operations we use on ordinary species, we define similar operations on the cycle index series of Γ-species. This allows us to build even more species using Γ-species. Addition: For two Γ-species F and G, the Γ-cycle index for their sum is
Multiplication: For two Γ-species F and G, the Γ-cycle index for their product is
Now, before defining the Γ-cycle index for two Γ-species' composition, we need to define the following terms.
Definition 3.32. The composition for two Γ-species F and G is the Γ-species F • G defined as
where P (A) is the set of partitions of A and where γ ∈ Γ acts on an (F • G)-structure by acting on the F -structure and the G-structures independently. 
a Γ-cycle index.
Composition: For two Γ-species F and G where
Quotient species
We now introduce quotient species, which is a way to get an ordinary species from a Γ-species. Conviently, passing a Γ-species through its quotient allows us to discover and enumerate several species. For instance, suppose we wanted to count the species of pairs of complementary graphs. On the surface, this process seems difficult to control. However, we may pass the Γ-species from Example 3.30 through its quotient to get and then enumerate our desired species. The following definitions allow us to enact such a process.
Definition 3.34. Let Γ be a group and F be a Γ-species. We say the Γ-orbit of an Fstructure s is the orbit of s under the group action of Γ.
Definition 3.35. Let F be a Γ-species with a group action given. We define F /Γ, the quotient species of F under the group action of Γ, to be the species of Γ-orbits on Fstructures.
A quotient species is in fact a species, since it is a rule that satisfies the required conditions discussed in definition 3.1. A more rigorous approach as to why quotient species is a species can be found in [2] .
So returning to Example 3.30, by passing the S 2 -species G through its quotient, we put a given graph G and its complement G C into an equivalence class. Thus, we have effectively constructed the species of pairs of complements as G/S 2 . Using technology, we can enumerate this species via its cycle index series. Theorem 3.36. For a Γ-species F , the ordinary cycle index series of the quotient species F /Γ is
A proof of 3.36 can be found in [3] . Note that Z F Γ is the average over the group elements γ ∈ Γ of Z Γ F (γ). This formula comes from Burnside's Lemma.
Enumerating point-determining bipartite graphs
The enumeration of point-determining bipartite graphs appears to be absent from the literature. With the use of species theory, and especially the tool of Γ-species, this problem is relatively quick to solve. We use this enumeration as an example of the power of these tools, as well as an example of how to use Sage [9] in species calculations found in Appendix B.
We start with the assumption that we can compute the cycle index series for BC and Ω since the former is done in [3] and the latter is done in [7] . Definition 4.1. Given a graph G, recall that the neighborhood of a vertex v ∈ V (G) is the set of vertices to which v is connected by an edge. A point-determining graph is a graph where no two vertices share a neighborhood.
Example 4.2. The complete graph on n vertices, K n , is point-determining since the neighborhood of each vertex is all of the vertices except itself. Any graph with two or more isolated vertices is not point-determining since each isolated vertex has an empty neighborhood.
Because the number of ways to bicolor a bipartite graph depends on the number of connected components of the graph, we will pass to connected graphs on the way to our enumeration, which will allow us to perform a quotient operation. At the end of the example, we will pass back to not-necessarily-connected graphs for the final result.
We will refer to the species of point-determining graphs as P, the species of bipartite graphs as BP, the species of bicolored graphs as BC, the species of connected graphs as C, and any combination of these properties as the concatenation of these symbols. For instance, the species of connected point-determining bipartite graphs we will refer to as CPBP.
We start our computations by noticing a relationship between point-determining graphs and arbitrary graphs. We phrase the lemma in terms of bipartite graphs, but the result holds for many classes of graphs, including the class of all graphs (See Section 5.1).
Lemma 4.3. PBP = BP • Ω.
Proof. Consider a bipartite graph G. This graph (potentially) has multiple vertices with the same neighborhood. So, to construct a bipartite graph from G, we need to take equivalence classes of vertices with the same neighborhood. To look at it from the other direction, consider a point-determining bipartite graph P . Every vertex in P has a unique neighborhood, but an arbitrary bipartite graph G can have many vertices sharing the same neighborhood. Therefore, each vertex in P corresponds to a nonempty set of vertices in G, each of which has the same neighborhood as the original vertex. This clearly respects transports, so BP = PBP • E + . By right-composing Ω we get the desired result.
Next, we perform a quotient operation. Proof. Let the action of S 2 on CBC be the color-flipping operation, which flips the color of each vertex to the opposite color. Note that this action on a bicolored graph produces another bicolored graph, and that the action is an involution. For any CBC-graph G, let H be the image of G under the S 2 action, and note that by removing the colors from G and H, we get two copies of the same bipartite graph P . By Proposition 2.6, P has exactly 2 proper bicolorings, so the S 2 -orbit of G is exactly the set of bicolored graphs that produce P when we remove the colors. Thus, we can associate P with the S 2 -orbit of G. This clearly respects transports, so the result holds. Now, we can use these lemmas to find an equation for PBP in terms of the known species E, Ω, and BP. We can use this formula and the cycle index series for BC and Ω to compute the associated series of PBP (Appendix B).
Point-determining graphs and graphs without endpoints
In this section, we generalize some results of Gessel and Li [5] on point-determining graphs and graphs without endpoints. This generalization is significant in large part because it yields enumerative results for certain subspecies of bipartite graphs and connected bipartite graphs. We will use the following notation throughout this section.
Definition 5.1. If Φ is a subspecies of the graph species G, then we will say that Φ is a graph subspecies; a Φ-graph is a graph belonging to the species Φ (that is, a Φ-structure).
Point-determining Φ-graphs
First, some definitions and notation. Recall from Section 4 the definition of point-determining:
Definition 5.2. Given a graph G and a vertex v, the neighborhood of v is the set of vertices of G that are adjacent to v. A graph is point-determining if no two distinct vertices have the same neighborhoods. The species of point-determining graphs is called P; if Φ is a graph subspecies, then the species of point-determining Φ-graphs is called Φ P .
We can also think of point-determining graphs in terms of duplicate vertices:
Definition 5.3. Let G be a graph and let v and w be distinct vertices of G. Then v and w are duplicates if they have the same neighborhoods.
Then a graph is point-determining if and only if none of its vertices has a duplicate. Gessel and Li [5, Theorem 2.2] prove the following theorem, which we present using our own notation and wording. We will generalize this theorem to apply to other classes of graphs.
Theorem 5.4. If G is the species of all graphs, P is the species of point-determining graphs, and E + is the species of nonempty sets (or nonempty edgeless graphs), then
The proof of our generalized version, as well as the version by Gessel and Li, requires a combinatorial interpretation of the composition of two graph subspecies: Definition 5.5. Let G be a graph with vertices v 1 , v 2 , . . . , v n ; let H 1 , H 2 , . . . , H n be pairwise disjoint graphs, and for each k let V k be the vertex set of H k . Then the superimposition of G on the graphs H 1 , . . . , H n is the graph with vertex set V 1 ∪ V 2 ∪ · · · ∪ V n where vertices u ∈ V (H i ) and v ∈ V (H j ) are adjacent if either In their proof of Theorem 5.4, Gessel and Li [5] show the following fact: Proposition 5.7. A graph G is the superimposition of a point-determining graph H on a set of edgeless graphs if and only if H is the graph obtained from G by removing all duplicates of every vertex.
We rely on this in the proof of our generalized result. There is one condition on the graph subspecies Φ that allows the generalized theorem on point-determining graphs to hold: Definition 5.8. Let Φ be a graph subspecies. We say that Φ is closed under creating and deleting duplicates of vertices if, for every graph G and any distinct vertices v and w that are duplicates of each other, the following condition holds:
G is a Φ-graph if and only if G − v is a Φ-graph.
We are now ready for the theorem.
Theorem 5.9. If Φ is a graph subspecies that is closed under creating and deleting duplicates of vertices, then Φ = Φ P • E + .
Proof. We first prove that Φ P ⋄ E + = Φ P • E + , using Lemma 5.6. Let G be a (Φ P ⋄ E + )-graph; then it is the superimposition of a (Φ P )-graph H on a set of edgeless graphs. By Proposition 5.7, G equals a unique such superimposition. Therefore, by Lemma 5.6, Φ P ⋄ E + = Φ P • E + .
We now prove that Φ = Φ P ⋄ E + . Since both of these species are subspecies of the species of graphs G, it is sufficient to prove that their sets of structures are equal.
Let G be a Φ-graph. By Proposition 5.7, G is a superimposition of a point-determining graph H on a set of edgeless graphs, where H is obtained from G by deleting duplicates. Since Φ is closed under deleting duplicates, we have that H is a Φ-graph, and so it is a Φ P -graph. Therefore, G is the superimposition of a Φ P -graph on a set of edgeless graphs; that is, G is a (Φ P ⋄ E + )-graph. Now let G be a (Φ P ⋄ E + )-graph. Then G is a superimposition of a (Φ P )-graph H on a set of edgeless graphs. By Proposition 5.7, G can be obtained from H by creating duplicates. So, since H is a Φ-graph and Φ is closed under creating duplicates, G is a Φ-graph.
Therefore, Φ = Φ P ⋄ E + = Φ P • E + .
Gessel and Li's result [5, Theorem 2.2] (shown here as Theorem 5.4) is obtained as the special case Φ = G. Here are some other special cases.
Corollary 5.10. Let r ≥ 2 be an integer; Φ = Φ P • E + if Φ is one of these graph subspecies:
• r G, the species of r-partite graphs;
• G C ≥2 , the species of connected graphs on at least two vertices;
• r G C ≥2 , the species of connected r-partite graphs on at least two vertices. In practice, we can use Theorem 5.9 to solve for Φ P in terms of Φ:
Corollary 5.11. If Φ is a graph subspecies that is closed under creating and deleting duplicates of vertices, then Φ P = Φ • Ω.
Recall that Ω is a virtual species and is the compositional inverse of E + . In the case where Φ = BP (bipartite graphs), this corollary yields an expression for PBP (point-determining bipartite graphs), which is the same result we have in Lemma 4.3.
Φ-graphs without endpoints
In Section 3 of [5] , Gessel and Li discuss graphs without endpoints. Their work focused on connected graphs; we will now generalize Gessel and Li's work to Φ-graphs. Notice that the complete graph on two vertices has two endpoints, whereas the complete graph on three vertices has zero endpoints. This leads us to our next two definitions. Note that the empty graph is not considered a connected graph. Definition 5.14. Given a connected graph G, the induced subgraph C ⊆ G is a core of G if and only if C is a maximal subgraph without endpoints.
The core of a tree on ≥ 2 vertices is not unique: every vertex is a core. As for non-tree graphs, it is not immediately apparent whether its core is unique, or even whether it has a core. The following lemma addresses that.
Lemma 5.15. If a connected graph G is not a tree, then it has a unique core, obtained by removing the endpoints and their edges until there are no endpoints left. This core has at least two vertices.
Proof. Let G be a connected graph that is not a tree. We first prove existence of a core. If G has no endpoints, then it is already a core of itself, and we are done; otherwise, remove an endpoint (and its edge) from G. Continue to remove endpoints one by one until none remain, resulting in a graph G ′ without endpoints. Since removing an endpoint cannot disconnect the graph, G ′ is connected. Therefore, G ′ is a connected induced subgraph of G without endpoints, and so there is a maximal such subgraph. Therefore there is a core.
We now prove that every core of G must have at least two vertices. Since G is not a tree, it has a cycle, which must have at least 3 vertices. The induced subgraph on this cycle has no endpoints. So every core, being a maximal induced subgraph without endpoints, must have at least 3 vertices. (And 3 ≥ 2.)
We now prove uniqueness. Suppose for contradiction that G has two different cores C 1 and C 2 . Each of these is connected and must have at least two vertices, so every vertex of C 1 (resp. C 2 ) has degree ≥ 2 in C 1 (resp. C 2 ). Now let C be the induced subgraph on the vertices of C 1 ∪ C 2 . Every vertex of C had degree ≥ 2 before the union, and taking the induced subgraph on the union cannot reduce the degree, so it still has degree ≥ 2 in C after the union. Thus, C is an induced subgraph of G without endpoints, and it has more vertices than either of C 1 and C 2 , contradicting the fact that C 1 and C 2 were maximal. Therefore, G has a unique core.
There is one condition on the graph subspecies Φ that allows the generalized theorem on graphs without endpoints to hold: Definition 5.16. Let Φ be a graph subspecies. We say that Φ is closed under creating and deleting endpoints if, for every graph G and any endpoint v of G, the following condition holds:
Theorem 5.17. Let Φ be a subspecies of graphs in which every graph is connected, and assume that Φ is closed under creating and deleting endpoints. If A is the species of rooted trees, a the species of unrooted trees, and Φ M ≥2 the species of Φ M -graphs on at least two vertices, then
Proof. Let G be a Φ-graph. If the one-vertex graph is a Φ-graph, then G is either a tree or has a cycle. If G has a cycle, then by Lemma 5.15, G has a unique core of two or more vertices. Therefore, S cannot be G's core but, any Φ M ≥2 -graph is a contender to be the core of G. In order to obtain the endpoints of G from its core, we root the necessary trees at vertices in the core of G. This is a (Φ M ≥2 • A)-structure. We can get all such structures this way, because Φ is closed under creating and deleting endpoints. This respects transports because Φ is a graph subspecies.
If, on the other hand, G is a tree, then it does not have a unique core. Thus, we construct the Φ-graph G just by counting it as a tree. This is an a-structure. We can get all a-structures this way, because we can start with the one-vertex graph (which is a Φ-graph) and create endpoints to build any tree as a Φ-graph. Combining the two cases, we get the sum Φ = Φ M ≥2 • A + a, as claimed.
If the one-vertex graph is not a Φ-graph, then we claim that G is not a tree. If it were, then we could delete the endpoints of G until we are left with the one-vertex graph. Since Φ is closed under deleting endpoints, the one-vertex graph must be a Φ-graph, a contradiction. Thus, G is not a tree.
So G contains a cycle. Then, by the same reasoning as the first case, we get that G is a (Φ M • A)-structure.
In practice, we can use this to solve for Φ M in terms of Φ:
Corollary 5.18. Let Φ be a subspecies of graphs in which every graph is connected, and assume that Φ is closed under creating and deleting endpoints. Then Proof. If Φ does not contain the singleton vertex, we have:
If Φ contains the singleton vertex:
Now we use the dissymmetry theorem for trees, a proof of which is in [1, Theorem 4.1.1].
So we have the formula for Φ M :
Notice that if Φ is the species of connected graphs (G C ), then this corollary yields
. This is the exact result found in [5] : Gessel and Li show that M C = G C •(XE(−X))+E 2 (−X). The proofs that (XE(−X)) = A −1 and that −E 2 +X 2 = E 2 (−X) are left to the reader.
Correspondence between point-determining Φ-graphs and Φ-graphs without endpoints
Gessel and Li prove that
. That is, when counting the unlabeled graphs on n vertices, the number of connected point-determining graphs is equal to the number of connected graphs without endpoints (except for n = 2). We now prove a more general theorem, whose proof parallels that of Gessel and Li's result.
Theorem 5.19. Let Φ be a species of connected graphs containing the one-vertex graph, and let Φ ≥2 = Φ − X be the species of Φ-graphs on at least two vertices. If Φ is closed under creating and deleting endpoints and Φ ≥2 is closed under creating and deleting duplicate vertices, then Φ P (x) = Φ M (x) + x 2 .
Proof. By Proposition 3.20, the type generating series of Φ • Ω is
and the generating series of
Then, since Ω = A −1 = x − x 2 (see proof of [5, cor. 3 .2]), we have
By Corollary 5.11, (Φ ≥2 ) P = Φ ≥2
• Ω. Then,
Then the type generating series are also equal:
By Corollary 5.18, Φ • A −1 + X 2 = Φ M + E 2 , and so
Gessel and Li's result [5, Cor. 3.2] is obtained as the special case Φ = G C . Here is another special case.
Corollary 5.20. Let r ≥ 2 be an integer, and let r G C be the species of connected r-partite
That is, the number of unlabeled point-determining connected r-partite graphs on n vertices equals the number of unlabeled connected r-partite graphs without endpoints on n vertices, for all n = 2.
When we set r = 2, Corollary 5.20 yields an apparently new result about connected bipartite graphs. In fact, the number of unlabeled connected bipartite graphs without endpoints is already in the OEIS [8] . Thus, Corollary 5.20 proves that this OEIS entry also counts the unlabeled connected point-determining bipartite graphs (except for the graph on two vertices).
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Appendix A Using Sage to do species theory
This appendix serves to illustrate the concepts of species theory by using the open-source software system Sage [9] . Sage is a language written on top of Python. It allows us to define species and use its theory to gain tangible results. With Sage, we can enumerate, calculate, and build upon different types of species.
First we can define some species that are already built-in in Sage, for example, the singleton species.
Example A.1.
sage : X = s p e c i e s. S i n g l e t o n S p e c i e s () sage : print X S i n g l e t o n s p e c i e s sage : x = X . s t r u c t u r e s ( [3] ) sage : x S t r u c t u r e s for S i n g l e t o n s p e c i e s with labels [3] For a species F , we can illustrate the set of F -structures and the transports in Sage as in the following example:
Example A.2. We apply the transport of permutation (12) on the permutation species F for the set of labels {1, 2, 3} sage : sigma = P e r m u t a t i o n G r o u p E l e m e n t ((1 ,2)) sage : P = s p e c i e s. P e r m u t a t i o n S p e c i e s () sage : p = P . s t r u c t u r e s ( [1 ,2 ,3] ) sage : for i in p . list (): ....: print i , " ," ,i . t r a n s p o r t( sigma ) , " \n -------" ....: [1 , 2 , 3] 
Notice that the action taking place on [1, 3, 2] is (23). Then by applying (12) to (23), we end up with (13). Therefore, after the transport, we end up with the permutation [3, 2, 1] .
Given a species of F -structures, the three associated series can be computed in Sage as follows:
Example A.3. We compute three types of associated series for the species G of simple graphs:
sage : G = s p e c i e s. S i m p l e G r a p h S p e c i e s () sage : G . g e n e r a t i n g _ s e r i e s () 1 + x + x^2 + 4/3* x^3 + 8/3* x^4 + O ( x^5) sage : G . i s o t y p e _ g e n e r a t i n g _ s e r i e s () 1 + x + 2* x^2 + 4* x^3 + 11* x^4 + 34* x^5 + 156* x^6 + 1044* x^7 + 12346* x^8 + 12346* x^9 + 12346* x^10 + 12346* x^11 + ... Sage also lets us perform the combinatorial operations on the species. Example A.4. We compute the cycle index series of the species of Partitions using Sage. Notice that Part = E • E + where Part is the species of partitions, E the species of sets, and E + the non-empty species of sets. Computation in Sage tells us the following.
sage : E = s p e c i e s. S e t S p e c i e s () sage : Epos = s p e c i e s. S e t S p e c i e s (1) sage : Part = E ( Epos ) sage : P a r t i t i o n s = s p e c i e s. P a r t i t i o n S p e c i e s () sage : Part . g e n e r a t i n g _ s e r i e s (). c o e f f i c i e n t s (10) [ sage : P a r t i t i o n s . c y c l e _ i n d e x _ s e r i e s (). c o e f f i c i e n t s (6) sage : Part . i s o t y p e _ g e n e r a t i n g _ s e r i e s (). c o e f f i c i e n t s (10) [1 , 1 , 2 , 3 , 5 , 7 , 11 , 15 , 22 , 30] sage : P a r t i t i o n s . i s o t y p e _ g e n e r a t i n g _ s e r i e s (). c o e f f i c i e n t s (10) [1 , 1 , 2 , 3 , 5 , 7 , 11 , 15 , 22 , 30] Although not a rigorous proof, the fact that we see the exact same leading coefficients for the first few terms of all three types of generating series is a good sign that we have successfully calculated the species of Partitions. Example A.5. Now, we will recursively calculate the species of Linear Orderings by illustrating the fact that L = 1 + X * L where L is the species of Linear Orderings, 1 is the species of the Empty Set, and X is the Singleton Species. 1 , 1 , 1 , 1] , p [1 , 1 , 1 , 1 , 1 , 1] , p [1 , 1 , 1 , 1 , 1 , 1 , 1] ,  p [1 , 1 , 1 , 1 , 1 , 1 , 1 , 1] , p [1 , 1 , 1 , 1 , 1 , 1 , 1 , 1 , 1]] Example A.6. Sage also allows us to set up environments that respect the nature of virtual species. Specifically, we are able to create the compositional inverse of a specific cycle index along with computing the cycle index for the combinatorial logarithm Ω. We first set up the environment (the following computational work was done by Andrew Gainer-Dewar).
sage : from sage . c o m b i n a t. s p e c i e s. stream import Stream , _ i n t e g e r s _ f r o m sage : from sage . c o m b i n a t. s p e c i e s. g e n e r a t i n g _ s e r i e s import C y c l e I n d e x S e r i e s R i n g sage : CIS = C y c l e I n d e x S e r i e s R i n g ( QQ ) sage : p = S F A P o w e r( QQ )
Then we compute the compositional inverse of a specified cycle index. We now compute the cycle index for the combinatorial logarithm Ω (The process of calculating this cyle index is motivated by the work in [7] ). Thus, we can use Sage to calculate the cycle index of PBP.
All of this code is due to Andrew Gainer-Dewar. A preliminary version of the code appears in [3] .
Preliminaries
First, we set up the Sage environment, and create the cycle index series ring and the cycle index for Ω as shown in Section 4. We also create a couple of small functions for dealing with partitions, union(mu, nu), which combines the parts of µ and the parts of ν into one larger partition, and partmult(mu, n), which returns a partition where each part is n times the corresponding part of µ. Calculating BC and CBC
The following code calculates the cycle index for the Γ-species BC for both the identity element, e, and the nonidentity element t. A description of the workings of this code is under the block. Looking at this code, we see that the cycle indices Z CBC (e) and Z CBC (t) are given by the functions ebcgen() and tbcgen(). For each n and the identity element of S 2 , π ∈ S n can only fix g ∈ CBC if π is decomposible into a permutation π 1 of the blue vertices and a permutation π 2 of the red vertices. Therefore, ebcgen() sums over pairs of partitions, representing the cycle types of π 1 and π 2 . Then the function efixedbcgraphs(pair[0], pair [1] ) is called to determine how many elements of CBC are fixed under π. This result is then divided by z µ zν, as given in [5, Theorem 2.2.1]. efixedbcgraphs computes how many elements of CBC are fixed by π if π 1 has cycle type µ and π 2 has cycle type ν, which is also given in by [5, Theorem 2.2.1].
The function tbcgen() works by calling tfixedbcgraphs() in a similar way, using the result of [5, Theorem 2.2.2].
The following code performs the S 2 -quotient and calculates the cycle index of CBC from the Γ-cycle index of BC. Note that the e-term of the cycle index is just the usual formula Z CBC (e) = Z Ω • Z BC (e). The t-term of the composition is an encoding of Definitions 3.32 and 3.33. Note that the exponential generating series and the type generating series start with the term n = 0. Thus, we have determined the cycle index for point-determining bipartite graphs. We have also done a similar calculation for the connected point-determining bipartite graphs, using Corollaries 5.10 and 5.11 (not shown here). The first few terms of the labeled and unlabeled point-determining bipartite graphs and connected point-determining bipartite graphs are shown below.
