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1)

Introduction & Research Statement

To address the challenge of detecting hazardous weather conditions that can adversely impact
naval operations, a meteorological radar data assimilation system has been developed at the U.S.
Naval Research Laboratory (NRL), which requires weather radar data to be sent from ships to
Navy’s data fusion center in Monterey, CA. However, the amount of radar data to be transmitted
from ships to shore was found to be so large a load on the operational bandwidth that efficient
data compression is critical. The faculty advisor’s prior research through collaborations with
NRL scientists has resulted in the development of a data-compression software package called
UFZIP that has been transitioned into field operations. However, the next generation radar
assimilation system requires much increased data volume, thereby demanding more aggressive
data compression than what can be achieved by currently available capability. To address this
technological challenge, we propose to investigate the feasibility of adapting existing
compression techniques developed originally for image and video to achieve high compression
on radar data, by exploiting both spatial and temporal redundancies.

4) Motion JPEG 2000: A Concatenation of Images
Introduction & Implementation
Unlike the other dedicated sections, Motion JPEG 2000 (MJ2) is not a new standard. Instead, it is
another iteration of JPEG 2000; however, it has earned its own banner due to its unique style of
compression. MJ2 will utilize the same data set compressed by JPEG 2000.

Process
The process is somewhat convoluted, as MJ2 requires compressed files to be in the J2K format;
however, OpenJPEG must be used to compress into J2K (JasPer only supports JP2). Fortunately,
a solution was discovered for this complication. Below is a flowchart which should clearly detail
the order, process, and commands used to execute MJ2 compression.

2) JBIG2: A Standard for Bi-Level Imagery

3) JPEG 2000: A Standard for Higher Complexity Imagery

Introduction to the Standard

Introduction to the Standard

JBIG2, developed by the Joint Bi-level Image Experts Group, is a standard of image compression
strictly for bi-level images (images with only two color possibilities for each pixel: black or white).

JPEG 2000, created by the Joint Photographic Experts Group and based on wavelet
decomposition, is a more complex compression method than JBIG2. Whereas JBIG2 may
only compress bi-level imagery, JPEG 2000 has the capacity to compress grayscale
imagery (images with the potential for any pixel to be black, white, or any shade of gray).

Implementations
For JBIG2, two implementations were selected to work together. The encoder’s duty is to compress
the image efficiently without losing any of the original data. The decoder’s job is to interpret how the
data was decoded and decompress it to the original state.
• jbig2enc – an open-source implementation of a JBIG2 encoder freely available on GitHub (a webbased hosting service for software development projects). The source code was compiled into an
executable file using Visual Studio 2008.
• jbig2dec – an open-source implementation of a JBIG decoder. Like jbig2enc, the source code was
downloaded from GitHub. A precompiled executable was downloaded for testing.

Process
A set of 255 binary map images of sequential radar data was generated in the TIFF format for
compression. As the standard method for encoding each individual image involved using a command
prompt to run the executable files with certain syntax, a more efficient technique was needed. Turning
to MATLAB (by MathWorks), a script was written which would execute the following operations
individually for each image: measure each file (in bytes), store, compress, store, decompress, measure,
store, and check for losslessness (a lossless check verifies that no data is missing between the original
and decompressed images). The stored values are loaded into arrays, where they may be examined in
various ways. Before the script ends, it outputs a number of text files and plots detailing the
information used to derive the results.

Results
MATLAB confirmed lossless compression, meaning no data was lost in the compression process.
The most important way results will be analyzed is by a compression ratio, which is defined by the
following equation:
UncompressedSize
CompressedRatio =
CompressedSize
For this example: the combined uncompressed size of the binary map set is 27,468,090 bytes, while
the corresponding file size is 2,713,765 bytes – thus, the Compressed Ratio for the binary map set is
approximately 10.122. In other words, roughly 90.12% of space is saved by using this compression
method.

Implementations
For JPEG 2000, two separate implementations were chosen – each containing its own
encoder and decoder. Initial tests showed little-to-no difference between the results
obtained by the separate implementations.
• OpenJPEG – an open-source implementation of a JPEG 2000 codec. Obtained from the
project’s primary website, the source code was compiled in Microsoft Visual Studio.
•JasPer – an open-source implementation of a JPEG 2000 codec. JasPer was obtained
from its parent website, and was compiled in Microsoft Visual Studio.

Process
A set of 255 sequential grayscale map images was generated in the PGM format. The
script used for JBIG2 processing was modified for JPEG 2000 processing, the only
differences being the syntax commands and the input-output file types. For the
compression of the grayscale map, JasPer was solely utilized. This is because, for an
unknown reason, OpenJPEG could not process the particular PGM images of the data set;
however, OpenJPEG will be implemented in the process for Motion JPEG 2000.

Results
The MATLAB script once again confirmed lossless compression, allowing us to utilize
maximum compression without losing potentially crucial information.
The collective uncompressed size of the grayscale map set is 217,019,280 bytes, while
the corresponding compressed size is 51,752,402 bytes. Calculation of the compression
ratio yields approximately 4.193 (roughly 76.15% space is saved through this
compression method). Although resulting in a large amount of compression, perhaps
higher compression can be obtained by utilizing other methods (see sections 4 & 5).
Plotted below are the individual compressed file and ratio sizes for JasPer compression.

Below are two plots which were generated using the MATLAB script. They contain information
regarding the compressed file size and compressed ratio size for each of the 255 individual binary map
images.

Results
The losslessly compressed MJ2 file obtained by the above method contains 51,735,975 bytes,
yielding a compression ratio of approximately 4.195 (saving 76.16% space). Compared with the
much less complicated JasPer compression of step 3, MJ2 only saves 0.01% more space. Such an
amount is largely negligible unless the user wishes to attempt video compression on the YUV file
obtained in the decompression process – an experiment which is detailed in the following step.

6) Results and Conclusions

5) H.264: A Standard for High Quality Video Compression
Introduction & Implementation
H.264 is a video compression standard with high definition support created by the Joint Video
Team. Two open-source implementations are utilized in conjunction to serve as an encoder and
decoder: x264 and FFmpeg, respectively. The source code was obtained from FFmpeg’s primary
website and executables were compiled in the Ubuntu distribution of Linux.

Process
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In the previous stage, MJ2 was used to concatenate a series of images, then decompress the
information into a viewable video sequence (YUV). Since YUV is supported by the x264
encoder, H.264 video compression may be used. Choosing to compress the YUV file into an
MP4 file (to view in VLC player), then decompress to check losslessness, the corresponding
commands were executed. For the results, please see the “Results and Conclusions” section.
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Lossless H.264 compression resulted in an MP4 file size of 31,453,633 bytes. Compared
with the original YUV size of 325,522,800 bytes, a compression ratio of 10.349 is
obtained (saving 90.34% space). When compared with the compression ratios of JPEG
2000 (4.193) and MJ2 (4.195), H.264 is without-a-doubt the preferred form of
compression; however, there is something to note. For H.264 compression to be fairly
compared with JasPer and MJ2 compression, the uncompressed byte size for the
compression ratio must be measured using the original data set file size (217,019,280).
Making the proper adjustments, H.264 still bears a compression ratio of 6.900 (saving
85.51% space). Even though H.264 boasts the most efficient compression method for the
255 grayscale images, it is important to note that in the case of this research, H.264
compressed the YUV file created by MJ2 (which was obtained using JasPer and
OpenJPEG). In other words, each stage of research is linked. H.264’s ability to attain high
compression is likely due to its ability to exploit temporal correlations between adjacent
data files. For contemplation, how would H.264 stack up against JBIG2 when the images
being compressed are bi-level? In data compression, there is no one standard which
dominates the rest – rather, different standards must be adapted to particular scenarios.

