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Abstrakt
Cı´lem te´to diplomove´ pra´ce je nastudovat a naprogramovat vybrane´ algoritmy zpraco-
va´nı´ obrazu a na´sledneˇ vytvorˇit jejich hardwaroveˇ akcelerovanou verzi, ktera´ pobeˇzˇı´ na
mobilnı´m zarˇı´zenı´ s procesorem od spolecˇnosti Nvidia. Spolecˇnost Nvidia vyvinula pro
mobilnı´ zarˇı´zenı´ procesory Tegra, ktere´ jsou obsazˇeny v neˇkolika proda´vany´ch modelech
tabletu˚. Algoritmy popsane´ a naprogramovane´ v te´to pra´ci budou testova´ny na zarˇı´zenı´
Nexus 7. Vybrane´ algoritmy, ktere´ budu v pra´ci hardwaroveˇ akcelerovat, jsou vy´pocˇty
Integra´lnı´ho obrazu, Loka´lnı´ bina´rnı´ vzory a Haarovy prˇı´znaky.
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Abstract
Goal of this diploma thesis are study and implement selected image processing algoritms
and create hardware accelerated version of this algoritms. Algoritms will work on mo-
bile platform with Nvidia procesor. Company Nvidia create Tegra procesors for mobile
devices which are used in few models of tablet devices. Algoritms subscribed and imple-
mented in this diploma thesis will be tested onNexus 7 device. Selected image processing
algoritms which will be hardware accelerated are integral image, Local Binary patterns
and Haar-like features.
Keywords: Android, Dalvik, Java, Application, Tegra 3, C++, jni, NEON, Image process-
ing, Integral image, Object detection, LBP, Haar-like features
Seznam pouzˇity´ch zkratek a symbolu˚
API – Aplication Programming interface
CPU – Central processing unit
CUDA – Compute Device Unified Architecture
FPS – Frames Per Second
GPU – Graphic processing Unit
GPGPU – General Purpose Computing on Graphic Processing Unit
LBP – Local Binary patterns - Loka´lnı´ bina´rnı´ vzory
OpenCV – Open source Computer vision
RGB – Red Green Blue
SIMD – Single instruction multiple data
SAD – Sum of absolute differences
VFP – Vector Floating Point
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61 U´vod
Tato pra´ce se zaby´va´ hardwarovou akceleracı´ algoritmu˚, ktere´ jsou pouzˇı´va´ny pro dete-
kova´nı´ objektu˚ v obraze. V dnesˇnı´ dobeˇ se metody detekova´nı´ objektu˚ vyuzˇı´vajı´ v mnoha
ru˚zny´ch aplikacı´ch, nejbeˇzˇneˇji se setka´va´me naprˇı´klad s detekcı´ oblicˇeju˚ v digita´lnı´ch
fotoapara´tech nebo kamera´ch.
Cˇı´m da´l tı´m cˇasteˇji tyto algoritmy najdou vyuzˇitı´ taky na mobilnı´ch zarˇı´zenı´ch. A pro
mobilnı´ zarˇı´zenı´ budeme tyto algoritmy implementovat a na´sledneˇ hardwaroveˇ akcele-
rovat.
Jako nejza´kladneˇjsˇı´ metoda hleda´nı´ oblicˇeje mu˚zˇe by´t bra´nametoda porovna´nı´ vzoru˚.
Tato metoda je zalozˇena´ na principu, kdy ma´me vzor a hleda´me mı´sto, kde tento vzor
nejle´pe zapadne, tedy mezi vzorem a dany´m mı´stem v obraze je nejmensˇı´ rozdı´l. Touto
metodou se budu zaby´vat hlavneˇ z du˚vodu, zˇe pro vy´pocˇet se pouzˇı´va´ vlastnosti takzva-
ne´ho integra´lnı´ho obrazu, ktery´ budu hardwaroveˇ akcelerovat.
Pokrocˇile´ metody detekce objektu˚ pouzˇı´vajı´ klasifika´tory na urcˇenı´, jestli se v obraze
nacha´zı´ hledany´ objekt, nebo ne. Tyto klasifika´tory ale potrˇebujı´ mı´t obraz prˇevedeny´ do
urcˇite´ho tvaru, nebo mı´t urcˇite´ informace o obrazu.
Jednou z mozˇnostı´, kterou budu v te´to pra´ci hardwaroveˇ akcelerovat je vy´pocˇet tak-
zvany´ch Loka´lnı´ch Bina´rnı´ch vzoru˚, kdy v obraze detekuje cˇa´ry, hrany a rohy.
Druhou mozˇnostı´ je vyuzˇitı´ detektoru, ktery´ byl navrzˇen Violou a Jonesem [7]. Tento
detektor je tvorˇen klasifikacˇnı´m algoritmem a genera´torem Haarovy´ch prˇı´znaku˚. V me´
pra´ci se budu veˇnovat pra´veˇ tomuto genera´toru amozˇnostmi jeho hardwarove´ akcelerace
na mobilnı´m zarˇı´zenı´.
Pra´ce je cˇleneˇna tak, zˇe v prvnı´ kapitole se budu veˇnovat teorii k jednotlivy´m algo-
ritmu˚m, v druhe´ kapitole se podı´va´me na vlastnosti testovacı´ho zarˇı´zenı´, na platformu,
na ktere´ je postaven, operacˇnı´ syste´m, ktery´ na zarˇı´zenı´ pracuje a na mozˇnosti, jak pro
dane´ zarˇı´zenı´ hardwaroveˇ akcelerovat algoritmy. Ve cˇtvrte´ kapitole si popı´sˇeme za´kladnı´
vlastnosti a neˇktere´ chova´nı´ testovacı´ aplikace a v pa´te´ kapitole se budeme veˇnovat im-
plementaci a hardwarovou akceleracı´ jednotlivy´ch algoritmu˚.
Cı´lem te´to pra´ce nenı´ vytvorˇit aplikace pro detekci objektu˚, ale uka´zat si mozˇnosti,
jak hardwaroveˇ akcelerovat tyto algoritmy namobilnı´ platformeˇ Nvidia pomocı´ instrukcı´
NEON.
72 Vybrane´ algoritmy zpracova´nı´ obrazu
V te´to kapitole si popı´sˇeme teorii k algoritmu˚m, ktere´ budu v ra´mci me´ diplomove´ pra´ce
implementovat. Implementaci dany´ch algoritmu˚ najdete pak v kapitole 5.
2.1 Integra´lnı´ obraz
Integra´lnı´ obraz je zpu˚sob digita´lnı´ reprezentace obrazu tak, zˇe kazˇdy´ bod x prˇedstavuje
soucˇet hodnot prˇedchozı´ch pixelu˚ doleva a nahoru. Tedy pravy´ spodnı´ bod obsahuje
soucˇet vsˇech pixelu˚ obra´zku. Pouzˇı´va´ se k urychlenı´ vy´pocˇtu, kdyzˇ v obra´zku pocˇı´ta´me
se sumaci cˇa´stı´ obrazu.
Obra´zek 1: Uka´zka vypocˇı´tane´ho integra´lnı´ho obrazu
Existujı´ 2 typy integra´lnı´ho obrazu, prvnı´ ma´ pocˇet rˇa´dku˚ a sloupcu˚ v integra´lnı´m
obrazu veˇtsˇı´ o 1 oproti origina´lnı´mu obrazu. Je to zpu˚sobeno tı´m, zˇe prvnı´ rˇa´dek a prvnı´
pixel na kazˇde´m rˇa´dku ma´ hodnotu 0. Druha´ mozˇnost integra´lnı´ obraz ma´ stejny´ pocˇet
rˇa´dku˚ a sloupcu˚ jako origina´lnı´ obraz, ten nema´ nulovy´ prvnı´ rˇa´dek a sloupec.
Rozhodl jsem se naimplementovat verzi, kde ma´me o jeden rˇa´dek a sloupec navı´c z
du˚vodu, zˇe tento vy´pocˇet se bude na´sledneˇ le´pe hardwaroveˇ akcelerovat, protozˇe vy´pocˇet
ma´ me´neˇ podmı´nek.
Ma´me-li obraz i, hodnotu integra´lnı´ho obrazu I na sourˇadnicı´ch x,y vypocˇı´ta´me podle
vzorce [1]:
I(x, y) =
x
m=0
y
n=0
i(m,n) (1)
Vzhledem k tomu, zˇe takovy´ vy´pocˇet by byl neefektivnı´ a neˇkolikana´sobneˇ by byly
pocˇı´ta´ny sumy stejny´ch oblastı´, tak se vyuzˇı´va´ toho, zˇe cˇa´st integra´lnı´ho obrazu je jizˇ
vypocˇı´ta´na. Tı´m dojde ke zjednodusˇenı´ na´rocˇnosti vy´pocˇtu a integra´lnı´ obraz se pak
vypocˇı´ta´ pomocı´ vzorce [1]:
I(x, y) = i(x, y) + I(x− 1, y) + I(x, y − 1)− I(x− 1, y − 1) (2)
8Obra´zek 2: Ilustrace vyuzˇitı´ integra´lnı´ho obrazu
V prˇı´padeˇ, zˇe existuje vypocˇı´tany´ integra´lnı´ obraz, tak vy´pocˇet libovolneˇ velke´ sumy
pro obde´lnı´k zabere vzˇdy pouze 4 prˇı´stupy do pameˇti a vy´pocˇet ma´ pro jakoukoliv
velikost konstantnı´ cˇas vy´pocˇtu. Pro vy´pocˇet sumy hodnot pixelu˚ zelene´ho obde´lnı´ku na
obra´zku 2 stacˇı´ zna´t sourˇadnice rohovy´ch bodu˚ A, B, C a D. Celkovou sumu pro oblast
ohranicˇenou 4 mi body lze vypocˇı´tat pomocı´ vzorce [1]:
= I(A) + I(D)− I(C)− I(B) (3)
Stejny´m zpu˚sobem lze pocˇı´tat objemy i obde´lnı´ku˚ pootocˇeny´ch o 45 stupnˇu˚. Tato
vlastnost se vyuzˇı´va´ naprˇı´klad prˇi pocˇı´ta´nı´ pootocˇeny´ch Haarovy´ch prˇı´znaku˚ [1].
2.2 Porovna´nı´ vzoru˚
Neboli anglicky Template Matching je technika zpracova´nı´ digita´lnı´ho obrazu pro na-
lezenı´ maly´ch cˇa´stı´ obrazu, ktere´ korespondujı´ nejle´pe s vzorovy´m obrazem [2]. Tato
technologie mu˚zˇe by´t pouzˇita jako soucˇa´st kontroly kvality, zpu˚sob, jak navigovat robota
nebo jak detekovat hrany v obraze.
Tato technologie se nejle´pe prova´dı´ na sˇede´m obra´zku, nebo na obra´zku kde jsou
zobrazeny pouze hrany.
Rozdı´l mezi pixely se vyja´drˇı´ pomocı´ SAD (Sum of absolute differences) hodnoty. V
mı´steˇ, kde bude toto SAD nejmensˇı´ je s nejveˇtsˇı´ pravdeˇpodobnostı´ mı´sto, kde se nacha´zı´
objekt podobny´ nasˇemu vzoru. Vzorec pro vy´pocˇet SAD je:
SAD(x, y) =
Trows
i=0
Tcols
j=0
Diff(x+ i, y + j, i, j) (4)
Procha´zenı´ a hleda´nı´ rozdı´lu na obrazu pro jednu smycˇku si mu˚zˇeme vyja´drˇit jako:
Srows
x=0
Scols
y=0
SAD(x, y) (5)
V te´to technice ale vidı´m velke´ nedostatky. Hlavnı´ nedostatek vidı´m to, zˇe technika
hleda´ pouze jeden a pra´veˇ jeden vy´skyt, kde je SAD nejmensˇı´. Nenı´ osˇetrˇeno, co se stane
9v prˇı´padeˇ, zˇe nenajdeme podobny´ vzor ani z cˇa´sti, nebo v prˇı´padeˇ, kdy se vyskytne
vı´cekra´t. Jako dalsˇı´ velke´ mı´nus vidı´m to, zˇe by bylo velice cˇasoveˇ na´rocˇne´, kdybych meˇl
porovna´vat obraz pro vı´ce velikostı´ vzoru˚, takto ma´me jeden vzor tva´rˇe, ale tva´rˇe na
obrazu mu˚zˇou mı´t ru˚znou velikost. Dalsˇı´ nevy´hodou je to, zˇe sveˇtelne´ podmı´nky mu˚zˇou
za´sadneˇ ovlivnit vy´sledek a algoritmus je na neˇ citlivy´. Technika hleda´nı´ vzoru˚ je pro
hleda´nı´ oblicˇeje velice nevhodna´ a vytvorˇena´ cˇa´st ko´du, ktera´ prova´dı´ porovna´nı´ vzoru˚,
byla vytvorˇena pro to, abych mohl prove´st testova´nı´ integra´lnı´ho obrazu a aby sˇla videˇt
jeho funkcˇnost.
Na druhou stranu si myslı´m, zˇe technika je vhodna´ k uka´zka´m, jak funguje integra´lnı´
obraz a procˇ je vhodny´ v porovna´nı´ s tı´m, kdybychom integra´lnı´ obraz nemeˇli a pocˇı´tali
sumy prˇi kazˇde´m pru˚chodu.
Jesˇteˇ jedno du˚lezˇite´ upozorneˇnı´. Musı´me si uveˇdomit, jaky´ typ integra´lnı´ho obrazu
pouzˇı´va´me.Vprˇı´padeˇ, zˇe pouzˇı´va´me Integra´lnı´ obraz, ktery´ je veˇtsˇı´ o jedenpixel (v nasˇem
prˇı´padeˇ), tak nesmı´me zapomenout ve vsˇech prˇı´padech prˇicˇı´st k sourˇadnicı´m x+1 a y+1.
2.3 Loka´lnı´ bina´rnı´ vzory
Anglicky Local binary patterns (pouzˇı´vana´ zkratka LBP), slouzˇı´ k popisu vlastnostı´ ob-
ra´zku˚ pomocı´ prˇı´znaku, ktery´ obraz charakterizuje. V tomto prˇı´padeˇ je prˇı´znak repre-
zentova´n histogramem. Loka´lnı´ bina´rnı´ vzor byl poprve´ opsa´n v roce 1994[3][4]. Loka´lnı´
bina´rnı´ vzor umozˇnˇuje texturnı´ analy´zu, ktera´ je prostoroveˇ invariantnı´ a neza´visla´ na
u´rovni osveˇtlenı´. Je zalozˇena na rozpozna´nı´ jisty´ch loka´lnı´ch bina´rnı´ch vzoru˚ (primitiv),
ktere´ jsou homogennı´ a ktere´ popisujı´ vlastnosti loka´lnı´ textury. Nejcˇasteˇjsˇı´mi primitivy,
ktere´ je mozˇno detekovat metodou LBP jsou body, rohy a hrany [5][6].
Obra´zek 3: Nejcˇasteˇjsˇı´ primitiva, ktere´ je mozˇno urcˇit metodou LBP[5][6]
Prˇi vytva´rˇenı´ prˇı´znaku seprocha´zı´ kazˇdy´ pixel obra´zku (vyjı´maje krajnı´ pixely, protozˇe
nema´ dostatek sousednı´ch bodu˚) a prˇitom se pomocı´ ohodnocovacı´ funkce zı´ska´ jeho
hodnota.Ohodnocovacı´ funkcepracuje s okolnı´mi pixely, ktere´ jsou specifikova´nypomocı´
parametru R, uda´vajı´cı´ vzda´lenost bodu˚ od aktua´lnı´ho pixelu, a parametru P , ktery´
stanovuje pocˇet bodu˚ v dane´m okolı´ [5].
Vzorec pro vy´pocˇet hodnoty LPB pro ru˚zne´ varianty prvku˚ P a R, kde gc je centra´lnı´
pixel[5].
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LBPP,R =
P−1
p=0
s(gp − gc)2p (6)
s(x) =

1 pro x >= 0
0 pro x < 0
(7)
Vstupnı´ obraz semusı´ prˇeve´st do stupneˇ sˇedi (grayscale).Na´sledneˇ se zacˇne procha´zet
pixel po pixelu a kolem kazˇde´ho se uvazˇuje jeho definovane´ okolı´. Nad vsˇemi prvky se
provede prahova´nı´ (thresholding), da´le se vy´sledna´ hodnota vyna´sobı´ danou va´hou a
vy´sledek je LBP hodnota pro dany´ centra´lnı´ bod (gc) [5].
1 2 4
128 gc 8
64 32 16
Tabulka 1: Uka´zka vah okolnı´ch bodu˚ pro R=1 a P=8
Ze vsˇech LPB hodnot je na´sledneˇ vytvorˇen histogram cˇetnosti vy´skytu, tzn. prˇı´znak
obra´zku. Tento vy´pocˇet je za´kladnı´ variantou LBP metody. Jejı´ na´zorna´ uka´zka je na
obra´zku.
Obra´zek 4: Trˇi prˇı´klady okolı´ pouzˇite´ jako definice okolı´ a pro spocˇı´ta´nı´ loka´lnı´ho bina´r-
nı´ho vzoru (local binary pattern, LBP). Na prvnı´m obra´zku jsou hodnoty R = 1 a P = 8,
na druhe´m obra´zku je R = 2 a P = 12 a na trˇetı´m obra´zku jsou hodnoty R = 4 a P = 16
[5]
U vzorce pro vy´pocˇet LBP jsem provedl jesˇteˇ dı´lcˇı´ zmeˇnu, ktera´ neovlivnı´ vy´sledek,
ale odstranı´ mi jeden krok vy´pocˇtu (odecˇı´ta´nı´ hodnot). V origina´lnı´m vzorci je vytvorˇen
rozdı´l mezi gc a gp a na´sledneˇ je tento rozdı´l porovna´va´n, jestli je mensˇı´ roven nebomensˇı´,
nezˇ 0. V upravene´m vzorci jsem si zavedl funkci l, ktera´ ma´ 2 vstupy a v prˇı´padeˇ, zˇe gp je
veˇtsˇı´, nezˇ gc, tak funkce vra´tı´ 1, naopak vra´tı´ 0. Upraveny´ vzorec vypada´ na´sledovneˇ:
LBPP,R =
P−1
p=0
l(gp, gc)2
p (8)
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l(gp, gc) =

1 pro gp >= gc
0 pro gp < gc
(9)
2.4 Haarovy prˇı´znaky
Haarovy prˇı´znaky se pouzˇı´vajı´ k detekci objektu˚ na digita´lnı´m obraze. Hodnota jednotli-
ve´ho prˇı´znaku Fhaar se pocˇı´ta´ jako suma pixelu tmave´ cˇa´sti prˇı´znaku Rblack odecˇtena´ od
sumy pixelu˚ sveˇtle´ cˇa´sti prˇı´znaku Rwhite.
Fhaar = E(Rwhite)− E(Rblack) (10)
Jednotlive´ prˇı´znaky semohou skla´dat ze dvou (hranovy´ prˇı´znak), trˇı´ (cˇa´rovy´ prˇı´znak)
nebo cˇtyrˇ (diagona´lnı´ prˇı´znak) obde´lnı´kovy´ch oblastı´. Haarovy prˇı´znaky uvedene´ na
obra´zku 5 patrˇı´ k za´kladnı´ sadeˇ prˇı´znaku˚, pozdeˇji se zacˇala pouzˇı´vat rozsˇı´rˇena´ sada
prˇı´znaku˚, ktera´ obsahovala prˇı´znaky natocˇene´ o 45 stupnˇu˚ [7].
Obra´zek 5: Za´kladnı´ typy Haarovy´ch prˇı´znaku˚ [7]
Hodnoty jednotlivy´ch prˇı´znaku˚ se pocˇı´tajı´ od minima´lnı´ velikosti (naprˇı´klad 2x2 pi-
xelu˚) azˇ do velikosti vstupnı´ho obrazu. K urychlenı´ vy´pocˇtu Haarovy´ch prˇı´znaku˚ se
vyuzˇı´va´ integra´lnı´ho obrazu.
Prˇi detekci objektu˚ na obrazu se vyuzˇı´va´ principu, kdy na obraze pohybuje podokno
a v neˇm se prova´dı´ ohodnocenı´ prˇı´znaky tak dlouho, dokud prˇı´znaky nejsou veˇtsˇı´, nezˇ
podokno. Podoknem se pohybuje v dane´m obrazu (zde se nejcˇasteˇji pouzˇı´va´ krok 2
pixely) tak dlouho, dokud nenı´ vypocˇı´ta´no ohodnocenı´ pro cely´ obraz. Na´sledneˇ se
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Obra´zek 6: Uka´zka dvou typicky´ch pozic hledany´ch klasifikacˇnı´m algoritmem na
podokneˇ pro Haarovy prˇı´znaky [7]
velikost podokna zveˇtsˇuje od minima´lnı´ velikosti (veˇtsˇinou 24x24 pixelu˚) azˇ do velikosti
cele´ho obrazu (naprˇı´klad krokem 15%). Ohodnocenı´ pro tyto podokna jsou posı´la´ny na
ohodnocenı´ klasifikacˇnı´mu algoritmu, ktery´ rozhodne, jestli se v dane´m podokneˇ nacha´zı´
nebo nenacha´zı´ objekt, ktery´ se snazˇı´me detekovat a na jehozˇ detekova´nı´ byl klasifikacˇnı´
algoritmus naucˇen.
V praxi je potrˇeba odezvu prˇı´znaku normalizovat kvu˚li zmeˇna´m jasu v obrazu a
zmeˇneˇ velikosti prˇı´znaku [8]. Vy´pocˇet normalizovane´ hodnoty Haarove´ho prˇı´znaku, kde
Rµ je suma vsˇech bodu˚ aktua´lneˇ pocˇı´tane´ho podokna:
Fhaar =
E(Fwhite)− E(Fblack)E(Rµ)2 − E(R2µ) (11)
Vsˇechny prˇı´znaky, jejich hodnoty, pozice a velikost jsou vstupem ucˇı´cı´ho klasifikacˇ-
nı´ho algoritmu (naprˇı´klad AdaBoost). Ten z nich potom vybere jen urcˇite´ male´ mnozˇstvı´
prˇı´znaku˚ spolecˇneˇ se stejny´m pocˇtem natre´novany´ch slaby´ch klasifika´toru˚, pomocı´ ni-
chzˇ lze vstupnı´ obraz vhodneˇ klasifikovat (stejny´ prˇı´znak se ve vy´sledne´m silne´m kla-
sifika´toru mu˚zˇe vyskytovat i neˇkolikra´t, ovsˇem pokazˇde´ s jiny´m nastavenı´m slabe´ho
klasifika´toru). Pouze toto male´ mnozˇstvı´ prˇı´znaku˚ je pak pouzˇito prˇi samotne´ detekci [7].
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3 Testovacı´ zarˇı´zenı´ s mobilnı´ platformou Nvidia
V te´to kapitole popı´sˇu testovacı´ zarˇı´zenı´, ktere´ jsem si vybral. Jako testovacı´ zarˇı´zenı´
postavene´ na platformeˇ Nvidia jsem si vybral Nexus 7, ktery´ je vybaveny´ procesorem
Nvidia Tegra 3. Taky si v te´to kapitole popı´sˇemeoperacˇnı´ syste´mbeˇzˇı´cı´ na dane´mzarˇı´zenı´,
tedy OS Android a mozˇnosti tvorby aplikacı´ pro tento operacˇnı´ syste´m.
Taky si v te´to kapitole popı´sˇeme mozˇnosti, jak hardwaroveˇ akcelerovat vy´pocˇty na
platformeˇ Nvidia Tegra. Na konci kapitoly si popı´sˇeme knihovnu OpenCV, kterou bu-
deme vyuzˇı´vat v ru˚zny´ch cˇa´stech aplikace, prˇesneˇji podpu˚rne´ funkce z nı´.
3.1 Nexus 7
Google Nexus 7 je prvnı´ tablet, ktery´ si nechala firma Google vyrobit. Tento 7”tablet byl
prˇedstaven v cˇervnu 2012 na Google I/O. Za´rovenˇ je tento tablet prvnı´m cˇtyrˇ ja´drovy´m
7 palcovy´m tabletem na sveˇteˇ. Je vybaven technologiemi jako Wifi, Bluetooth, NFC. Ze
senzoru˚ tablet obsahuje GPS, gyroskop, akcelerometr, magnetometr a senzor prˇiblı´zˇenı´.
Tablet obsahuje pouze jednu kameru a to prˇednı´ s rozlisˇenı´m 1280x1024. Tablet je osazen
procesorem Nvidia Tegra 3 (model T30L 1.2 GHz na ja´dro, vı´ce informacı´ v kapitole
3.2.2) a ma´ 1 GB RAMDDR3L beˇzˇı´cı´ na frekvenci 667MHz. Zarˇı´zenı´ si spolecˇnost Google
nechala vyrobit u spolecˇnosti Asus.
Aktua´lnı´ verze syste´mu je Android 4.4 (KitKat). Testovacı´ zarˇı´zenı´ obsahuje nejaktu-
a´lneˇjsˇı´ vyda´nı´ urcˇene´ pro dany´ model a to verzi 4.4.2.
3.2 Nvidia Tegra
Cˇipsety Tegra jsou takzvane´ ”pocˇı´tacˇe na cˇipu”(Soc) vyvinute´ spolecˇnostı´ Nvidia pou-
zˇı´vajı´cı´ procesory ARM pro mobilnı´ zarˇı´zenı´. Cˇipset Tegra integruje CPU, GPU, severnı´
mu˚stek, jizˇnı´ mu˚stek, rˇadicˇ pameˇti a dalsˇı´ cˇipy do jednoho balenı´.
Obra´zek 7: Cˇipy Nvidia Tegra T20 (Tegra 2) and T30 (Tegra 3).
Prvnı´ prˇedstavenı´ procesoru˚ Tegra probeˇhlo 12. u´nora 2008[9], kdy byly prˇestaveny
cˇipsety prvnı´ generace. Tyto cˇipsety byly vyda´ny ve dvou se´riı´ch, kdy se´rie APX byla
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urcˇena´ pro vyuzˇitı´ ve smartphonech a se´rie 600 byla urcˇena pro pouzˇitı´ v smartboocı´ch
a MID zarˇı´zenı´ch. Na kongresu v roce 2009 prˇedstavila spolecˇnost Nvidia port Android
pro Tegru.
Dne 7. ledna 2010 spolecˇnostNvidia prˇedstavila Tegru 2, kdy hlavnı´mpodporovany´ch
syste´membylAndroid.Na procesoru Tegra 2 jsou spustitelne´ i jine´ operacˇnı´ syste´mypod-
porujı´cı´ architekturuARM, pokud je pro neˇ dostupny´ bootloader. Takto naprˇı´klad Tegra 2
podporuje Ubuntu GNU/Linux distribuci, ktera´ je dostupna´ na webu vy´voja´rˇske´ho fo´ra
Nvidia[10].
V u´noru 2011 Nvidia prˇedstavila prvnı´ 4 ja´drovy´ SoC. Tento cˇipset meˇl ko´dove´ ozna-
cˇenı´ Kal-El (pozn. autora: Kal-El je jme´no, ktere´ dostal Clark Kent alias superman od
svy´ch rodicˇu˚ na planeteˇ Krypton prˇedtı´m, nezˇ byla znicˇena), pozdeˇji byl tento cˇipset
prˇejmenova´n na Tegra 3. Tento procesor byl pouzˇit na mnoha tabletech, ktere´ vysˇly v
druhe´ polovineˇ roku 2011 a prvnı´ polovineˇ roku 2012, mezi nimi byl i Nexus 7.
V lednu 2012 Nvidia ozna´mila, zˇe si automobilovy´ vy´robce Audi vybral jejich cˇip
Tegra 3 pro zabudovane´ informacˇnı´ a zobrazovacı´ zarˇı´zenı´ montovana´ v automobilech
[11].
6. ledna 2013 byl prˇedstaven 4 ja´drovy´ procesor Tegra 4 s ko´dovy´m oznacˇenı´mWayne,
ktery´ jako doprovodne´ ja´dro vyuzˇı´va´ nı´zkonapeˇt’ovy´ Cortex A15. Velky´ pokrok nastal u
pocˇtu jader GPU, kdy Tegra 4 ma´ 12x vı´ce jader oproti Tegrˇe 3, tedy 72 jader. Tegra 4
byla doda´vana´ i ve varianteˇ s oznacˇenı´m Tegra 4i, kdy GPU obsahovala jenom 60 jader a
doprovodne´ ja´dro bylo Cortex A9 [12][13].
3.2.1 Nvidia Tegra 2
Druha´ generace Tegry Soc byla osazena 2 ja´drovy´m ARM Cortex-A9 procesorem, obsa-
hovala ultra nı´zkonapeˇt’ove´ GPU s 8mi ja´dry. Cˇip byl vyra´beˇn 40nm technologiı´. Jednalo
se o prvnı´ dvouja´drove´ CPU [14].
Tegra 2 podporuje hardwarovou akceleraci pro vy´pocˇty s plovoucı´ desetinnou cˇa´rkou,
tzn. VFP (vı´ce v kapitole 3.3.2) ve verzi VFPv3-D16[10] a i kdyzˇ procesor je postaven na
architekturˇe ARMv7 a ma´ jejı´ instrukcˇnı´ sadu, tak chybı´ podpora ARM Advanced SIMD
extension - NEON[10].
3.2.2 Nvidia Tegra 3
Tegra 3 je 4 ja´drovy´ procesor, jehozˇ ja´dra jsou postaveny na architekturˇe ARM Cortex-A9
MPCore s ARMv7 instrukcˇnı´ sadou, ktery´ navı´c obsahuje pa´te´ doprovodne´ ja´dro. Cˇip byl
vyra´beˇn 40nm technologiı´.
Doprovodne´ ja´dro je vyrobeno tak, aby umozˇnˇovalo beˇh na nı´zky´ch rychlostech a
meˇlo tedy nı´zkou spotrˇebu. V prˇı´padeˇ potrˇeby vy´konu se zapnou hlavnı´ ja´dra (zapı´na´
se jen tolik hlavnı´ch jader, kolik je aktua´lneˇ potrˇeba). Protozˇe ja´dra jsou navrzˇena tak,
zˇe nemu˚zˇe beˇzˇet najednou doprovodne´ ja´dro a jake´koliv hlavnı´ ja´dro, tak byla vyvinuta
specia´lnı´ logika pro velmi rychle´ prˇepnutı´ mezi doprovodny´m ja´drem a hlavnı´mi ja´dry.
Tı´mto zpu˚soben je zajisˇteˇno, zˇe v prˇı´padeˇ, kdy zarˇı´zenı´ nenı´ vyuzˇı´va´no ma´ co nejmensˇı´
spotrˇebu, ale v prˇı´padeˇ nutnosti ma´ dostatecˇny´ vy´kon[15].
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Obra´zek 8: Implementace Tegra 2 2 ja´drove´ho ARM Cortex A9 MPcore procesoru[10].
Obra´zek 9: Cˇipy v cˇipsetu Tegra 3 [15].
Tegra 3 je osazen 12ti ja´drovy´m GPU s vysokou frekvencı´. Tegra 3 podporuje hard-
warovou akceleraci pro vy´pocˇty s plovoucı´ desetinnou cˇa´rkou, tzn. VFP ve verzi VFPv3
a taky je implementovana´ instrukcˇnı´ sada ARM Advanced SIMD rozsˇı´rˇenı´ - NEON[15]
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Obra´zek 10: Vysveˇtlenı´ prˇi jaky´ch operacı´ch se zapı´najı´ ja´dra. Procesor nikdy nemu˚zˇe
beˇzˇet tak, zˇe by bylo najednou zapnuto doprovodne´ ja´dro a k tomu neˇjake´ hlavnı´ ja´dro
[15].
(vı´ce v kapitole 3.3.3).
Tegra 3 taky obsahuje architekturu Nvidia Direct Touch, ktera´ vylepsˇuje odezvu a
snizˇuje na´roky na napa´jenı´ pro zpracova´nı´ dotyku˚. Tegra 3D taky jako prvnı´ z rodiny
Tegra zacˇala podporovat 3D stereo zvuk [16].
3.2.3 Nvidia Tegra 4
Procesor Tegra 4 je 4 ja´drovy´ procesor, jehozˇ ja´dra jsou postavena na technologii Cortex
A15 ama´ pa´te´ doprovodne´ ja´dro taky postavenı´ na technologii CortexA15. Vsˇechny ja´dra
majı´ ARMv7 instrukcˇnı´ sadu. GPU obsahuje 6x vı´ce jader oproti Tegra 3, tedy 72 jader.
Cˇipy jsou jako prvnı´ z rodiny Tegra vyra´beˇny 28nm technologiı´ [12][13].
Tegra 4i je levneˇjsˇı´ varianta Tegra 4, ktera´ se lisˇı´ hlavneˇ v tom, zˇe mı´sto Cortex A15
jsou pouzˇity Cortex A9 (jak u hlavnı´ch tak i u doprovodne´ho ja´dra). Cˇp je taky vyra´beˇn 28
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Obra´zek 11: Sche´ma jader pro procesory Nvidia Tegra 4 a Tegra 4i [13]
nm technologiı´ a GPU obsahuje 60 jader [12][13]. Tegra 4i vynika´ tı´m, zˇe v sobeˇ integruje
LTE modem [13].
3.2.4 Nvidia Tegra K1
Pla´novana´ verze, ktera´ bymeˇla mı´t GPU se 192 ja´dry s architekturou Kepler. Vyra´beˇna by
meˇla by´t 28 nm technologiı´. Tegra K1 ma´ vzniknout i v 64 bitove´ varianteˇ [17]. Vy´hodou
Tegra K1 ma´ by´t podpora technologie CUDA pro paralelizaci vy´pocˇtu˚ na GPU. U Tegra
K1 ma´ dojı´t ke sjednocenı´ vy´voje, architektury a instrukcˇnı´ch sad u Tegra a GeForce
[17][18].
3.3 Mozˇnosti hardwarove´ akcelerace pro Nvidia Tegra 3
Ja´dra procesoru obsazˇene´ v procesoru Nvidia Tegra 3 jsou postavena´ na architekturˇe
ARMv7-A. Tato architektura pro hardwarove´ zpracova´nı´ nabı´zı´ technologie VFPv3,
Thumb 2 a Advanced SIMD extension - NEON.
Mezi technologie pro hardwarove´ zpracova´nı´, ktere´ procesor Tegra 3 nepodporuje,
patrˇı´ CUDA.
3.3.1 Thumb-2
Technologie Thumb2 byla prˇedstavena v roce 2003. Thumb 2 rozsˇirˇuje omezeny´ 16-
bitovou instrukcˇnı´ sadu u technologie Thumb a prˇida´va´ 32-bitovou podporu, aby in-
strukcˇnı´ sada byla vı´ce univerza´lnı´.
Vsˇechny cˇipy postavene´ na ARMv7 podporujı´ Thumb2 instrukcˇnı´ sadu. Dokonce
Cortex-M podporuje pouze Thumb instrucˇnı´ sadu [19][20].
3.3.2 Floating-point (VFP)
Vector Floating Point (VFP) je rozsˇı´rˇenı´ technologie koprocesoru FPU na architekturˇe
ARM. VFP poskytuje vy´pocˇty s desetinnou cˇa´rkou vhodne´ pro PDA, chytre´ telefony,
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Obra´zek 12: Nvidia Tegra K1 bude dostupna´ ve verzi 32bit s 4 ja´drovy´m Cortex A15
procesorem, nebo 64 bitovy´m 2 ja´drovy´m Denver procesorem [18]
hlasove´ komprese a dekomprese, 3D grafiku, digita´lnı´ audio, laserove´ tiska´rny, set-top
boxy, automobilove´ aplikace (naprˇı´klad u zabra´neˇnı´ zablokova´nı´ brzd, syste´m trakce)
a dalsˇı´. VFP architektura nenabı´zı´ vy´kon skutecˇne´ paralelizace SIMD (jedna instrukce
vı´ce dat). Proto tato technologie je nahrazova´na mnohem vy´konneˇjsˇı´m Advanced SIMD
extension - NEON [22][23].
V kombinaci s NEON je technologie VFP pouzˇı´va´na pro zpracova´nı´ multimedia´lnı´ch
dat, zpracova´nı´ obrazu, generova´nı´ pı´sem, 2D a 3D transformace a digita´lnı´ filtry [23].
Neˇktere´ procesory (naprˇı´klad ty postavene´ naARMCortex-A8)mı´vajı´ orˇezanou verzi,
takzvany´ VFPLite modul mı´sto plnohodnotne´ho VFP modulu. V tomto prˇı´padeˇ VFPLite
modul pro vy´pocˇty s desetinnou rˇa´dkou potrˇebuje vı´ce hodinovy´ch cyklu˚ [24].
3.3.2.1 VFPv1 Tato verze je jizˇ zastarala´. Jde o internı´ vy´vojovou verzi [23].
3.3.2.2 VFPv2 Je dobrovolne´ rozsˇı´rˇenı´ ARM instrukcˇnı´ sady pouzˇı´vane´ u ARMv5TE,
ARMv5TEJ a ARMv6 architektury. VFPv2 ma´ 16 64-bitovy´ch FPU registru˚ [23].
3.3.2.3 VFPv3 or VFPv3-D32 Tato verze byla vytvorˇena pro Cortex-A8 a A9 pro-
cesory. Je zpeˇtneˇ kompatibilnı´ s VFPv2, kromeˇ mozˇnosti sledova´nı´ vy´jimek prˇi pra´ci s
desetinnou cˇa´rkou. VFPv3 ma´ standardneˇ 32 64-bitovy´ch registru˚ a prˇida´va´ VCVT in-
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Obra´zek 13: Instrukcˇnı´ sady prˇida´vane´ beˇhem vy´voje ARM procesoru˚ [21]
strukce pro konverzi mezi datovy´mi typy skala´r, float a double. Taky prˇida´va´ VMOV,
ktera´ jako konstanta mu˚zˇe by´t nacˇtena do registru˚ [23].
3.3.2.4 VFPv3-D16 Stejna´ jako VFPv3 s tı´m rozdı´lem, zˇe ma´ pouze 16 64-bitovy´ch
registru˚. Tato verze byla upravena pro procesory Cortex-R4 a R5 (tyto procesory jsou
pouzˇı´va´ny jako rˇadicˇe disku˚ nebo rˇı´dı´cı´ jednotky automobilu˚ [25])[23].
3.3.2.5 VFPv4 a VFPv4-D32 Vytvorˇena pro Cortex-A12 a A15 ARMv7 procesory.
VFPv4 ma´ standardneˇ 32 64-bitovy´ch registru˚.
3.3.2.6 VFPv4-D16 Stejna´ jako VFPv4 s tı´m rozdı´lem, zˇe ma´ pouze 16 64-bitovy´ FPU
registru˚. Implementova´na na Cortex A5 a A7 procesorech [23].
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3.3.3 Advanced SIMD extension - NEON
Technologie NEON je kombinovana´ 64 a 128- bitova´ SIMD instrukcˇnı´ sada, ktera´ posky-
tuje standardizovanou akceleraci pro aplikace zpracova´vajı´cı´ signa´l nebo me´dia. Nabı´zı´
komplexnı´ instrukcˇnı´ sadu, oddeˇlenı´ registry a neza´visly´ prova´deˇcı´ hardware [26].
NEON podporuje azˇ 16 operacı´ soucˇastneˇ. NEON sdı´lı´ stejne´ registry pro vy´pocˇty s
desetinnou cˇa´rkou jako VFP, alema´ neza´vislou pipeline [26]. TechlogieNEON je zahrnuta
ve vsˇech Cortex-A8 zarˇı´zenı´ch a na procesorech Cortex-A9 je volitelne´ [26].
NEON podporuje SIMD operace pro zname´nkove´ a nezname´nkove´ cela´ cˇı´sla, poly-
nomy s koeficientem o velikosti jednoho bitu a datovy´ typ s plovoucı´ cˇa´rkou o velikosti
32bitu˚ [27].
Existujı´ 2 zpu˚soby jak volat NEON instrukce. Prvnı´m typem vola´nı´ NEON instrukcı´
je pomocı´ C++ rozhranı´, kdy instrukce jsou prˇı´mo soucˇa´stı´ C++ ko´du. Druhou mozˇnostı´
je vola´nı´ pomocı´ assembler instrukcı´.
3.3.3.1 Datove´ typy Neon podporuje 8mi, 16ti, 32 a 64-bitove´ datove´ typy pro cela´
cˇı´sla a 32-bitovy´ datovy´ typ pro operace s desetinnou cˇa´rkou. Pro polynomia´lnı´ vy´pocˇty
ma´ 8mi a 16ti-bitovy´ datovy´ typ poly [27].
Na´zev vsˇech datovy´ch typu˚ je tvorˇen jako <typ><velikost>x<pocˇet pozic> t. Jako
typ jemozˇne´mı´t pro celocˇı´selne´ pocˇty se zname´nky int a nezname´nkove´ uint. Pro vy´pocˇty
s desetinnou cˇa´rkou slouzˇı´ float a pro polynomia´lnı´ vy´pocˇty poly. Parament pocˇet pozic
uda´va´, kolikra´t se dany´ typ v dane´ velikosti nacha´zı´ v registru. Vy´sledna´ velikost tohoto
datove´ho typu musı´ vzˇdy souhlasit s tı´m, jaka´ je velikost pouzˇı´vane´ho registru [27].
3.3.3.2 S, D a Q registry Za´kladnı´m datovy´m typem je S registr o velikosti 32-bitu˚,
ktery´ je dostupny´ 32 kra´t. Tomuto registru se rˇı´ka´ jednoslovny´ a tak vznikl jeho na´zev
(single - S). S tı´mto registrem pracuje pouze pa´r instrukcı´ [26].
Velice pouzˇı´vany´m registrem je D registr. Tento registr ma´ velikost 64-bitu˚ a ma´me ho
64 kra´t. Tomuto registru se rˇı´ka´ dvouslovny´ a taky z tohoto na´zvu ma´ jme´no (double -
D). S tı´mto registrem umı´ pocˇı´tat veˇtsˇina dostupny´ch instrukcı´ [26].
Nejveˇtsˇı´m registrem je Q registr, ktery´ ma´ velikost 128-bitu˚. D registru˚ je pouze 16.
Rˇı´ka´ se mu cˇtyrˇslovny´ a z toho pramenı´ i jeho na´zev (quad - Q). Take´ s tı´mto registrem
umı´ pocˇı´tat veˇtsˇina dostupny´ch instrukcı´ [26].
3.3.3.3 Instrukce Na´zvy instrukcı´ pro C++ rozhranı´ majı´ tvar
<jme´no operace><flag> <typ>. Vsˇechny instrukce pouzˇı´vajı´ pro typ promeˇnne´
zkratku a velikost, aby se veˇdeˇlo, s jaky´m datovy´m typem dana´ instrukce pracuje.
Zkratka pro uint je u, pro int je s, pro float f a pro poly p. Jako flag se pouzˇı´va´ pı´smenko
q, ktere´ na´m uda´va´, zˇe budeme pracovat s Q registrem. V prˇı´padeˇ absence q flagu se
pouzˇı´va´ D registr [28]. NEON neobsahuje instrukce pro deˇlenı´.
3.3.3.4 Instrukce pro nacˇtenı´ hodnot do registu˚ Nacˇı´ta´nı´ do D registru se prova´dı´
pomocı´ prˇı´kazu vld1 <typ><velikost>, vstup te´to funkce je pole ktere´ obsahuje hodnoty,
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ktere´ se nacˇtou do D registru. Velikost pole musı´ by´t minima´lneˇ velka´, jaky´ je pocˇet
pozic pro danou promeˇnnou [29]. Pro nacˇtenı´ do Q registru existuje ekvivalentnı´ funkce
vld1q <typ><velikost>[29].
Prˇi vy´pocˇtech s NEON je nacˇı´ta´nı´ a ukla´da´nı´ hodnot nejde´le trvajı´cı´ instrukcı´ [29].
Existujı´ i instrukce, ktere´ umozˇnˇujı´ nacˇtenı´ hodnoty na urcˇitou pozici [29]. A taky in-
strukce, ktera´ na´m na vsˇechny pozice nacˇte jednu a tu samou hodnotu.
3.3.3.5 Instrukce pro ulozˇenı´ hodnot z registru˚ Ulozˇenı´ hodnot z registru˚ je po-
dobne´ jako nacˇı´ta´nı´ hodnot do registru˚. Pro ulozˇenı´ z D registru se pouzˇı´va´ prˇı´kaz
vst1 <typ><velikost>, vy´stupem je pole obsahujı´cı´ hodnoty vypocˇı´tane´ pomocı´ NEON
[30].
Analogicky pro ulozˇenı´ z Q registru se pouzˇı´va´ prˇı´kaz vst1q <typ><velikost>[30]. I
zde existujı´ instrukce pro nacˇtenı´ hodnoty na urcˇite´ pozici [30].
3.3.3.6 Instrukce pro scˇı´ta´nı´, odcˇı´ta´nı´ a na´sobenı´ Instrukce pro scˇı´ta´nı´, odcˇı´ta´nı´
nebo na´sobenı´ majı´ 2 vstupy, kde vstupem je nacˇteny´ registr. Velikost vstupnı´ch registru˚
a typ musı´ by´t shodny´, stejneˇ jako datovy´ typ nacˇteny´ v registru. Jako vy´stup dostaneme
registr stejne´ho typu, ktery´ obsahuje hodnoty, se ktery´mi byla provedena zˇa´dana´ operace.
Na´zev operace pro scˇı´ta´nı´ je add, pro odecˇı´ta´nı´ sub a pro na´sobenı´ mul. Operace pracujı´
s D nebo Q registry. U scˇı´ta´nı´ existujı´ verze, kdy po secˇtenı´ dojde k bitove´mu posunu
o 1 doprava. U odecˇı´ta´nı´ existuje verze, jejı´zˇ vy´sledkem je absolutnı´ hodnota rozdı´lu
[31][32][33][34].
Existuje taku specia´lnı´ verze prˇı´kazu, ktera´ v jedne´ instrukci ma´ 3 vstupy a vy´sledkem
instrukce je provedenı´ soucˇtu prvnı´ch dvou vstupu˚ a jejich vyna´sobenı´ trˇetı´m. Ekviva-
lentneˇ existuje operace, ktera´ provede odecˇtenı´ 2 vstupu˚ a vyna´sobenı´ trˇetı´m [34].
3.3.3.7 Instrukce pro bitovy´ posun Pro bitovy´ posun existuje vı´ce typu˚ instrukcı´. Za´-
kladnı´mi prˇı´kazy jsou instrukce vshr n <typ><velikost>a vshl n <typ><velikost>pro
D registr a vshrq n <typ><velikost>avshlq n <typ><velikost>proQ registr, ktere´ pro-
vedou posun doleva nebo doprava. Jako prvnı´ vstup majı´ registr ve ktere´m jsou nacˇteny
hodnoty, jako druhy´ vstupmajı´ konstantu o kolik sema´ prove´st bitovy´ posun pro vsˇechny
pozice stejneˇ.
Dalsˇı´ verzı´ jsou prˇı´kazy vshr<flag> <typ><velikost>a
shl<flag> <typ><velikost>, ktere´ majı´ jako vstup 2 pole stejne´ho typu a bitovy´
posun se provede podle toho, jaky´ je druhy´ vstup [35][36].
3.3.3.8 Instrukce pro porovna´va´nı´ NEON ma´ tyto instrukce pro porovna´va´nı´. Po-
rovna´nı´ rovnosti (ceq), veˇtsˇı´ roven (cge), mensˇı´ roven (cle), veˇtsˇı´ (cgt) a mensˇı´ (clt).
Tyto instrukce majı´ vzˇdy 2 vstupy. V prˇı´padeˇ, zˇe pro danou pozici je pravdive´ dane´
porovna´va´nı´, tak dana´ pozice je nastavena jako same´ jednicˇky, v prˇı´padeˇ nepravdy jako
same´ nuly.
To znamena´, zˇe v prˇı´padeˇ kdy budeme pouzˇı´vat porovna´va´nı´ pro uint8, tak v prˇı´padeˇ
pravdivosti bude nastavena´ hodnota 255 a v prˇı´padeˇ nepravdy 0 [37].
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3.4 OS Android
Android je otevrˇeny´ operacˇnı´ syste´m urcˇeny´ pro prˇenosna´ zarˇı´zenı´ (mobily, PDA, tablety)
zalozˇeny´ na modifikovane´ verzi Linuxove´ho ja´dra. Jeho zdrojove´ ko´dy jsou volneˇ ke
stazˇenı´ a kazˇdy´ si jej mu˚zˇe upravit podle sebe a nahra´t do jake´hokoliv zarˇı´zenı´, ktere´
mu˚zˇe na´sledneˇ vyra´beˇt a proda´vat bez nutnosti mı´t licenci [38]. Nainstalovat aplikace
jde trˇemi zpu˚soby a to klasickou instalacı´ prˇes PC, stazˇenı´m souboru prˇed internet, nebo
pohodlneˇ prˇes Android market, kde mohou vy´voja´rˇi zverˇejnˇovat a proda´vat sve´ aplikace
[39].
3.4.1 Historie
Zacˇa´tek vy´voje syste´mu je datova´n na rˇı´jen roku 2003, kdy byla v Kalifornii zalozˇena
spolecˇnost Android Inc. Tu v roce 2005 koupila spolecˇnost Google, kdy se naplno rozjel
vy´voj tohoto syste´mu [40]. Dlouhou dobu se spekulovalo o tom, zˇe Google vstoupı´ na
trh s mobily, nahlas se o tom zacˇı´nalo mluvit v za´rˇı´ 2007, kdy se zjistilo, zˇe Google podal
neˇkolik patentu˚ v oblasti mobilnı´ch technologiı´ [41].
Obra´zek 14: Logo Androidu, oficia´lnı´ barvou je #A4C639
5. listopadu se prˇedstavilo konsorcium neˇkolika firem vcˇetneˇ Google pod jme´nem
Open Handset Aliance [40, 42]. Cı´lem te´to aliance je vytvorˇit otevrˇene´ standardy pro
mobilnı´ zarˇı´zenı´, ve stejny´ den prˇedstavila take´ tvu˚j prvnı´ projekt – Android, mobilnı´
platformu postavenou na verzi ja´dra Linux 2.6.
23. za´rˇı´ 2008 byl oficia´lneˇ prˇedstaven syste´m Android 1.0 (verze alfa) i s vy´vojovy´m
prostrˇedı´m [43, 44, 45], prvnı´m mobilnı´m telefonem proda´vany´m s OS Android byl T-
mobile G1 (HTC Dream) [45]. Od te´ doby bylo vyda´no neˇkolik aktualizacı´, ktere´ opravujı´
chyby a prˇida´vajı´ nove´ funkce. Od verze 1.5 se jednotlive´ verze syste´mu se jmenujı´ podle
za´kusku˚ (Cupcake, Donut, Eclair, Froyo, Gingerbread, Honeycumb – verze pro tablety,
Ice cream sandwich, Jelly bean a KitKat).
Prˇi vy´voji prosˇel Android mnoha zmeˇn, kdy byl mnohokra´t zmeˇneˇ vzhled uzˇiva-
telske´ho prostrˇedı´, prˇida´na podpora tabletu˚ (od verze Honeycomb), prˇida´nı´ podpory
nativnı´ho ko´du, USB host, zlepsˇenı´ odezvy uzˇivatelske´ho prostrˇedı´ pomocı´ projektu But-
ter, podpora vı´ce uzˇivatelsky´ch u´cˇtu˚, podpora OpenGl a mnoho dalsˇı´ho.
23
3.4.2 Architektura
Jak bylo zmı´neˇno, Android je postaven na ja´drˇe Linuxu a vyuzˇı´va´ jeho vlastnosti,
umozˇnˇuje tak beˇh vı´ce aplikacı´ najednou. Kazˇda´ aplikace beˇzˇı´ jako jeden proces pod
vlastnı´m jme´nem, cozˇ vede k izolaci a zvy´sˇenı´ bezpecˇnosti syste´mu. Uzˇivatelske´ aplikace
beˇzˇı´ ve vlastnı´m virtua´lnı´m stroji. Pokud jsou na pozadı´, operacˇnı´ syste´m se stara´ au-
tomaticky o to, aby je uzavrˇel v prˇı´padeˇ nedostatku syste´movy´ch zdroju˚. Aplikace ma´
neˇkolik stavu˚, ve ktery´ch se mu˚zˇe nacha´zet, nezˇ je plneˇ odstraneˇna z pameˇti.
Obra´zek 15: Sche´ma architektury syste´mu Android
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3.4.3 Vy´voj aplikace
Vy´voj aplikacı´ se prova´dı´ za pomoci Android SDK, ktere´ umozˇnˇuje vy´voja´rˇu˚m psa´t apli-
kace v jazyce Java s vyuzˇitı´m knihoven vyvinuty´ch spolecˇnostı´ Google. Ale i prˇesto, zˇe je
postaven na jazyce Java, nevyuzˇı´va´ zˇa´dne´ho ze standardu˚ jako je Java SE nebo pro mo-
bilnı´ zarˇı´zenı´ urcˇeny´ Java ME a taky virtua´lnı´ stroj pro beˇh programu˚ napsany´ch v jazyce
Java s na´zvem Dalvik ma´ odlisˇnou architekturu od standardnı´ho Java virtua´lnı´ho stroje.
Dalvik stavı´ na podmnozˇineˇ knihoven projektu Apache Harmony, cozˇ je open source
projekt, ktery´ je prˇepisem technologiı´ Java jako open source. Du˚sledkem takove´ho rˇesˇenı´
je velka´ neza´vislost na pu˚vodnı´ch licencı´ch, ktere´ si s sebou pu˚vodnı´ jazyk i prostrˇedı´
Java nese. Taky by meˇl beˇzˇet rychleji i na mobilnı´ch telefonech s omezeny´m hardwarem
[41, 46].
Oficia´lnı´m vy´vojovy´m prostrˇedı´m je Eclipse s nainstalovany´m Android Develope-
ment Tools Pluginem, ktery´ doda´ vsˇechny potrˇebne´ doplnˇky pro vy´voj aplikacı´, a taky
potrˇebujeme Android SDK. Pomocı´ knihoven napsany´ch Googlem se dostaneme k peri-
fernı´m zarˇı´zenı´m, ktere´ jsou k dispozici (GPS, kompas, akcelerometr, zapnutı´ wifi, prˇı´stup
k SD karteˇ, atd.). Z bezpecˇnostnı´ch du˚vodu˚ musı´ ale takova´ aplikace zazˇa´dat v konfi-
guracˇnı´m XML manifestu aplikace o povolenı´ prˇı´stupu k periferiı´m zarˇı´zenı´, instalacı´
programu uzˇivatel tento prˇı´stup povolı´ [47, 48].
3.4.4 Analy´za a testova´nı´ aplikacı´
Android SDK obsahuje emula´tor, ve ktere´m mu˚zˇeme testovat nasˇi vytvorˇenou aplikaci,
jeho zapnutı´ je jednoduche´, prˇi tvorbeˇAndroid projektu stacˇı´ spustit na´sˇ projekt, emula´tor
se spustı´ sa´m (pouze prˇi prvnı´m spusˇteˇnı´ musı´me emula´toru nastavit vlastnosti jake´ ma´
emulovat, jakovelikost displeje, velikost pameˇti, atd.), nainstaluje sedoneˇj nasˇe vytvorˇena´
aplikace a mu˚zˇeme ji otestovat. Nevy´hodou emula´toru je mala´ rychlost, proto se v neˇm
nedajı´ testovat real-time aplikace a hry. Taky emula´tor neumozˇnˇuje testovat aplikace
vyuzˇı´vajı´cı´ fotoapara´t nebo multitouch.
Dalsˇı´m zpu˚sobem je testova´nı´ na rea´lne´m zarˇı´zenı´, k tomu na´m stacˇı´ zapojit zarˇı´zenı´ k
PCapovolit v zarˇı´zenı´ testova´nı´ aplikacı´.Na´sledneˇ pokud spustı´meprojekt ve vy´vojove´m
prostrˇedı´, tak dojde k instalaci na zarˇı´zenı´ a spusˇteˇnı´ aplikace na zarˇı´zenı´. V prˇı´padeˇ, zˇe
pouzˇı´va´me vy´vojove´ prostrˇedı´, ktere´ nepodporuje instalaci na zarˇı´zenı´, je mozˇne´ aplikaci
nainstalovat rucˇnı´m spusˇteˇnı´m adb instala´toru.
Analyzovat nasˇi aplikace mu˚zˇeme vyuzˇitı´m dvou funkcı´ Debug.startMethodTracing()
a Debug.stopMethodTracing().
Debug.startMethodTracing(”cas”);
// merena cast kodu
Debug.stopMethodTracing();
Vy´pis 1: Analy´za aplikace - meˇrˇenı´ cˇasu
Po spusˇteˇnı´ aplikace s dany´m ko´dem se na SD kartu ulozˇı´ soubor cas.trace, ktery´
obsahuje informace o volany´ch metoda´ch a jejich trva´nı´. Pomocı´ programu traceview
(ktery´ je soucˇa´stı´ Android SDK) si soubor mu˚zˇeme otevrˇı´t a ten se zobrazı´ v graficke´
podobeˇ. Dı´ky informacı´m pak mu˚zˇeme optimalizovat ko´d aplikace [49].
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Obra´zek 16: Android emula´tor
Pokud ma´me zarˇı´zenı´ prˇipojene´ beˇhem spousˇteˇnı´ aplikace k pocˇı´tacˇi (nebo aplikaci
spousˇtı´mena emula´toru), tak vLogCat rozsˇı´rˇenı´mu˚zˇemevideˇt vsˇechnydebug informace.
3.4.5 Google Play
Sˇı´rˇenı´ aplikacı´ probı´ha´ pomocı´ Google Play (drˇı´ve zna´my´ pod na´zvem Android mar-
ket), cozˇ je online obchod aplikacı´ spravovany´ Googlem. Aplikace zde umı´steˇne´ se dajı´
sta´hnout a nainstalovat zadarmo, nebo za penı´ze, vsˇe za´lezˇı´ na vy´voja´rˇi, ktery´ aplikaci
do obchodu zarˇadil. Google si z placeny´ch aplikacı´ bere 30% jako poplatek, bohuzˇel pro
Cˇeskou republiku nenı´ zatı´m prodej aplikacı´ za penı´ze povolen. Taky je pro vyda´nı´ apli-
kacı´ v Android aplikace nutna´ registrace a zaplacenı´ poplatku $25. Aplikace vmarketu se
zobrazujı´ jenom uzˇivatelu˚m, jejichzˇ zarˇı´zenı´ splnˇuje podmı´nky pro instalaci definovane´
v manifestu, takzˇe pokud si definujeme, zˇe zarˇı´zenı´ musı´ mı´t GPS, tak mobilu˚m bez GPS
se aplikace nezobrazı´ a nenı´ je schopen sta´hnout [47].
Instalace aplikacı´ prˇes Google play je nejbezpecˇneˇjsˇı´ mozˇnostı´, jak dostat aplikaci do
sve´ho zarˇı´zenı´, protozˇe uverˇejneˇne´ aplikace jsou testova´ny a i v prˇı´padeˇ, zˇe se pozdeˇji
zjistı´, zˇe dana´ aplikace obsahuje sˇkodlivy´ ko´d, tak mu˚zˇe by´t na da´lku odstraneˇna ze
zarˇı´zenı´, na ktery´ch byla nainstalova´na.
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3.4.6 2D grafika
Nejcˇasteˇjsˇı´ API pro 2D grafiku nalezneme v balı´cˇku android.graphics, 2D grafika se kreslı´
podle toho, cˇeho chceme dosa´hnout. Pokud se jedna´ o jednoduche´ vykreslenı´ jednoho
obra´zku, nebo animace, tak mu˚zˇeme vykreslit tento obra´zek (animaci) do Layoutu, ktera´
bude pak vykreslovana´ View. Pokud chceme pravidelneˇ prˇekreslovat plochu, tak bu-
deme kreslit do Canvasu, ktery´ prˇedstavuje rozhranı´ opravdove´ plochy, na kterou bude
kresleno a obsluhuje prˇı´slusˇne´ Canvas draw....()metody (drawPicture, drawText, atd). Po-
mocı´ canvasu se kreslı´ bitmapy na plochu. Abychom mohli vytvorˇit canvas, tak musı´me
vytvorˇit Bitmapu, ktera´ bude kreslena. Pote´ bude canvas kreslit do definovane´ bitmapy.
Doporucˇovany´m zpu˚sobem je kreslenı´ pomocı´ funkcı´ View.onDraw() nebo SurfaceHol-
der.lockCanvas() [50].
Bitmap b = Bitmap.createBitmap(100, 100, Bitmap.Config.ARGB 8888);
Canvas c = new Canvas(b);
Vy´pis 2: Uka´zka nastavenı´ canvasu a bitmapy
Kreslenı´ pomocı´ View – pokud aplikace nepotrˇebuje rychle´ vykreslova´nı´ (sˇachy,
pomalu vykreslovane´ aplikace), pak se pouzˇı´va´ vlastnı´ View komponenta a kreslı´ se
pomocı´CanvasuView.onDraw(). Pro kreslenı´ stacˇı´ pouze deˇdit z te´to trˇı´dy a implementovat
metodu onDraw(), kde se prova´dı´ vesˇkera´ kreslenı´ na canvas, ktery´ Android poskytne
o velikosti View. Tato metoda je vola´na pokazˇde´, kdyzˇ je pozˇadova´no kreslenı´ (Android
usoudı´, zˇe je cˇas kreslit, nebo je vola´na funkce invalidate(), ktera´ indikuje, zˇe chceme dane´
View vykreslit, ale nemusı´ k vykreslenı´ dojı´t ihned) [50].
Kreslenı´ pomocı´ SurfaceView – je specia´lnı´ podtrˇı´da View, ktera´ poskytuje vyhra-
zeny´ prostor pro vykreslova´nı´ s vyuzˇitı´m View hierarchie. Vykreslova´nı´ je obsluhova´no
v druhe´m vla´kneˇ, takzˇe se nemusı´ cˇekat, azˇ je View hierarchie prˇipravena na vykres-
lenı´. Pro zacˇa´tek musı´me vytvorˇit trˇı´du, ktera´ rozsˇirˇuje SurfaceView. Trˇı´da by meˇla
take´ implementovat SurfaceHolder.Callback. Tato trˇı´da je rozhranı´, ktere´ va´m ozna´mı´,
pokud dojde k vytvorˇenı´, zmeˇneˇ nebo zrusˇenı´. Tyto uda´losti jsou du˚lezˇite´, protozˇe
na´m indikujı´, kdy mu˚zˇeme zacˇı´t kreslit, nebo skoncˇit s kreslenı´m. SurfaceView objekty
se neovla´dajı´ prˇı´mo, ale ovla´dajı´ se pomocı´ SurfaceHolder, ktery´ se zı´ska´ pomocı´ ge-
tHolder(). Aby bylo mozˇne´ z druhe´ho vla´kna kreslit, tak musı´ by´t canvas zamknut
pomocı´ metody lockCanvas(), po vykreslenı´ se uvolnı´ pomocı´ unlockCanvasAndPost().
SurfaceView pote´ vykreslı´ canvas, takzˇe je nutne´ sekvenci zamknutı´ a odemknutı´ vo-
lat pokazˇde´, kdyzˇ budeme chtı´t prˇekreslenı´. Jedinou vy´jimkou je, pokud pouzˇijeme
setType(SurfaceHolder.SURFACE TYPE PUSH BUFFERS), tehdy nejde pouzˇı´vat lockCa-
nvvas(), musı´me kreslit bez zamcˇenı´ canvasu, pomocı´ postInvalidate(), pak se chova´ jako
View [50].
3.4.7 Native development kit
Jedna´ se o zpu˚sob, jak v aplikacı´ch spousˇteˇt ko´d vytvorˇeny´ v C++, takzvane´ nativnı´
funkce. Tato funkcionalita je neza´visla´ na vy´robci a podporuje nacˇı´ta´nı´ dynamicky´ch
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sdı´leny´ch knihoven. Hlavnı´m prˇı´nosem je zrychlenı´ vy´pocˇtu, proto se nativnı´ funkce
pouzˇı´vajı´ naprˇı´klad pro OpenGL, 2D grafiku a matematicke´ funkce.
Pro vyuzˇitı´ NDK si musı´me do pocˇı´tacˇe NDK zvla´sˇt’sta´hnout a nainstalovat. Soucˇa´stı´
NDK je aplikace Cygwin, ktera´ umozˇnˇuje spousˇteˇt linuxove´ knihovny na Windows.
Pomocı´ aplikace Cygwin kompilujeme nativnı´ funkce, ktere´ se pak stanou soucˇa´stı´ nasˇı´
vytva´rˇene´ aplikace [51][52]. Aby se zdrojove´ ko´dy v C++ spra´vneˇ zkompilovaly, slozˇka
jni musı´ obsahovat spra´vneˇ nadefinovany´ soubor Android.mk a Application.mk.
// define calling native functions
public native void FaceDetectOpenCV(long matAddrIn);
public native void TemplateMatching(long matAddrIn, long matAddrTemplate);
public native void TemplateMatchingNEON(long matAddrIn, long matAddrTemplate);
Vy´pis 3: Uka´zka vola´nı´ funkce v prostrˇedı´ Java
Pokud chceme volat nativnı´ funkci z prostrˇedı´ Javy, tak vola´nı´ vypada´ naprosto stejneˇ,
jako bychom volali klasickou funkci, akora´t, zˇe nevytva´rˇı´me teˇlo funkce a prˇed na´vrato-
vy´m typem funkce uvedeme klı´cˇove´ slovo native. Tı´m kompila´tor bude veˇdeˇt, zˇe v tomto
mı´steˇ ma´ zavolat nativnı´ funkci. Na´zev nativnı´ funkce v C++ souboru zacˇı´na´ textem Java,
na´sleduje na´zvem nasˇeho balı´cˇku (mı´sto tecˇek jsou podtrzˇı´tka, na´zvem nasˇı´ aktivity a je
ukoncˇen na´zvem funkce, jak ji budeme volat. Vsˇe je spojeno do jednoho velke´ho na´zvu,
kdy jsou jednotlive´ cˇa´sti spojeny podtrzˇı´tkem.
JNIEXPORT void JNICALL Java cz vsb kro224 diplomka MainActivity FaceDetectOpenCV(JNIEnv
∗, jobject, jlong);
JNIEXPORT void JNICALL Java cz vsb kro224 diplomka MainActivity TemplateMatching(JNIEnv∗,
jobject, jlong, jlong);
JNIEXPORT void JNICALL Java cz vsb kro224 diplomka MainActivity TemplateMatchingNEON(
JNIEnv∗, jobject, jlong, jlong);
Vy´pis 4: Uka´zka pojmenova´nı´ funkce v prostrˇedı´ C++
Funkce napsane´ v NDK je nejvhodneˇjsˇı´ volat pro co nejveˇtsˇı´ vzorek data (nejle´pe prˇedat
funkci vsˇechna data, nad ktery´mi ma´ pracovat), protozˇe kazˇde´ vola´nı´ nativnı´ funkce
znamena´ prˇepnutı´ mo´du, v jake´m je aplikace spusˇteˇna a to se neprˇı´zniveˇ projevı´ na cˇasu
zpracova´nı´. Nejvhodneˇjsˇı´m rˇesˇenı´m je tedy prˇeda´nı´ vsˇech dat nativnı´ funkci, ktera´ je
zpracuje a zpeˇt vra´tı´ vy´sledek a nativnı´ funkci vola´me znovu azˇ prˇi prˇeda´nı´ dalsˇı´ch dat.
Pokud naddaty chceme volat vı´ce funkcı´ je zase lepsˇı´, kdyzˇ funkce se volajı´ uvnitrˇ nativneˇ
psany´ch funkcı´, nezˇ kdyby data byla vra´cena zpeˇt do javy a v nı´ znovu vola´na jina´ nativnı´
funkce.
3.5 OpenCV
OpenCV je svobodna´ a otevrˇena´ multiplatformnı´ knihovna pro manipulaci s obrazem.
Je zameˇrˇena prˇedevsˇı´m na pocˇı´tacˇove´ videˇnı´ a zpracova´nı´ obrazu v rea´lne´m cˇase. Pu˚-
vodneˇ ji vyvı´jela spolecˇnost Intel. Knihovnu je mozˇne´ vyuzˇı´t z prostrˇedı´ jazyku˚ C, C++.
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S pomocı´ ru˚zny´ch rozhranı´ se knihovny OpenCV dajı´ pouzˇı´t i pro jazyky Python, Java,
MATLAB/Octave, C#, Ch, Ruby [53].
Od roku 2010 bylo vyvı´jeno rozhranı´ pro pozˇitı´ na GPU podporujı´cı´ch CUDA[54], od
roku 2012[55] je vyvı´jeno rozhranı´ pro GPU podporujı´cı´ch OpenCL[56].
Pu˚vodnı´ knihovna byla vyvı´jena pod jazykem C, vsˇechny nove´ knihovny jsou jizˇ vy-
vı´jeny pod C++. Knihovna nynı´ obsahuje vı´ce nezˇ 2500 optimalizovany´ch algoritmu˚ pro
pocˇı´tacˇove´ videˇnı´, zpracova´nı´ obrazu a strojove´ ucˇenı´. Tyto algoritmymohou by´t pouzˇity
pro detekci a rozpozna´nı´ oblicˇeje, identifikaci objektu˚, sledova´nı´ pohybu, vytvorˇenı´ 3D
modelu objektu, spojenı´ vı´ce obra´zku˚ pro vytvorˇenı´ obra´zky s vysoky´m rozlisˇenı´m, nale-
zenı´ podobne´ho objektu z databa´ze obrazu˚, odstraneˇnı´ cˇerveny´ch ocˇı´ prˇi pouzˇitı´ blesku,
sledova´nı´ pohybu ocˇı´, rozpozna´nı´ sce´ny a mnoho dalsˇı´ch [53].
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4 Testovacı´ aplikace
V te´to kapitole popı´sˇu zpu˚sob, jak jsemvytva´rˇel testovacı´ aplikaci. Jazyk psanı´ komenta´rˇu˚
ve zdrojove´m ko´du vytva´rˇene´ aplikace jsem si vybral anglicˇtinu, i kdyzˇ je tato diplomova´
pra´ce v cˇesˇtineˇ. Mezi me´ du˚vody procˇ jsem se takto rozhodl, patrˇilo i to, zˇe v prˇı´padeˇ,
zˇe bych tyto zdrojove´ ko´dy uverˇejnil v budoucnu, tak abych je jizˇ nemusel upravovat.
Dalsˇı´m du˚vodem je i to, zˇe jsem jizˇ zvykly´ psa´t komenta´rˇe v anglicˇtineˇ zme´ho zameˇstna´nı´
a prˇijde mi to prˇirozeneˇjsˇı´.
Aplikace bude fungovat na principu, kdy obraz zachyceny´ kamerou bude zpracova´n a
zobrazen na displeji testovacı´ho zarˇı´zenı´. Funkcˇnost algoritmu˚ budu oveˇrˇovat objektivneˇ
podle porovna´nı´ vy´sledku˚ mezi ru˚zny´mi verzemi algoritmu i subjektivneˇ dle zobraze-
ne´ho obrazu (v prˇı´padeˇ, zˇe algoritmus bude upravovat vy´stup). Cˇas vy´pocˇtu budu meˇrˇit
pomocı´ LogCat funkce ve vy´vojove´m prostrˇedı´, zde budumı´t i ostatnı´ informace posı´lane´
programem.
Za´klad aplikace bude napsa´n v jazyku Java, vsˇechny algoritmy pak budou napsa´ny
pomocı´ jazyka C++ v nativnı´ch funkcı´ch. Pro hardwarovou akceleraci pouzˇiji technologii
NEON a instrukce budu volat pomocı´ interface pro C++.
Pro ru˚zne´ podpu˚rne´ funkce je pouzˇita knihovna OpenCV, hlavneˇ jsem tuto knihovnu
zvolil kvu˚li trˇı´deˇ Mat, ve ktere´ bude ulozˇen jak zdrojovy´ a vy´sledny´ obraz tak i ru˚zne´
pomocne´ obrazy.
4.1 Uzˇivatelske´ rozhranı´ aplikace a ovla´da´nı´
Po spusˇteˇnı´ aplikace se zobrazı´ obraz zachyceny´ kamerkou (prˇednı´ v prˇı´padeˇ, zˇe zarˇı´zenı´
ma´ jenom prˇednı´ kamerku, zadnı´ v prˇı´padeˇ, zˇe zarˇı´zenı´ ma´ zadnı´ kameru). U´vodnı´
algoritmus, ktery´ se zobrazı´ jako prvnı´ je vyhleda´nı´ oblicˇeje v obrazu pomocı´ knihovny
OpenCV. Jde o uka´zku toho, jak by vy´stupnı´ obraz (v prˇı´padeˇ, zˇe jejich cı´lem je vyhleda´nı´
oblicˇeje) meˇl prˇiblizˇneˇ vypadat.
Vy´beˇr druhu algoritmu probı´ha´ pomocı´ tlacˇı´tka Mozˇnosti, ktere´ se nacha´zı´ v prave´m
dolnı´m rohu a ma´ tvar trˇı´ tecˇek nad sebou. Po zma´cˇknutı´ na tlacˇı´tko mozˇnosti se objevı´
panel, na ktere´m se nacha´zı´ tlacˇı´tka s mozˇnostmi vy´beˇru algoritmu, ktery´ chceme spustit.
V prˇı´padeˇ, zˇe jemozˇnostı´ vı´ce, nezˇ jemozˇno zobrazit na displeji zarˇı´zeni (aplikace ukazujı´
maxima´lneˇ 2 rˇa´dkymozˇnostı´), tak se jako poslednı´ objevı´ tlacˇı´tko vı´ce a po jeho zma´cˇknutı´
se na´m objevı´ dodatecˇne´ menu se zby´vajı´cı´mi mozˇnostmi, ktere´ je skrolovacı´. Uka´zku
uzˇivatelske´ho rozhranı´ vidı´me na obra´zku 17.
Po vybra´nı´ mozˇnosti v menu se zapne zvoleny´ algoritmus a dojde ke zpracova´nı´
vstupnı´ho obrazu dany´m algoritmem.
4.2 Zı´ska´nı´ obrazu z fotoapara´tu
Obraz fotoapara´tu je zı´ska´n pomocı´ implementace interface CvCameraViewListener2,
ktery´ je soucˇa´stı´ knihovny OpenCV. Zvolil jsem tuto mozˇnost z toho du˚vodu, zˇe na rozdı´l
od SurfaceView, ktere´ je prˇı´mo implementova´no jako soucˇa´st knihoven Android pomocı´
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Obra´zek 17: Uka´zka uzˇivatelske´ho rozhranı´ pro vy´beˇr, jaky´ algoritmus bude pouzˇit pro
zpracova´nı´ vstupnı´ho obrazu.
CvCameraViewListener2 ve funkci onCameraFrame zı´ska´va´m obraz jizˇ jako objekt Cv-
CameraViewFrame, ktery´ jde prˇeve´st na trˇı´du Mat. Na´sledneˇ si zjistı´m adresu v pameˇti
pro danou instanci objektu Mat a adresu posˇlu do nativnı´ funkce.
V nativnı´ funkci si pak z adresy objektu zı´ska´m odkaz na trˇı´du Mat a mu˚zˇu vstupnı´
obraz zpracova´vat. Stejny´m zpu˚sobem zı´ska´m odkaz na dalsˇı´ vstupnı´ nebo vy´stupnı´
obrazy, poprˇı´padeˇ pole.
4.3 Registrace nativnı´ knihovny
Aby aplikace mohla spousˇteˇt nativnı´ funkce, tak musı´ by´t v javovske´m ko´du zaregis-
trova´ny pouzˇı´vane´ nativnı´ knihovny obsahujı´cı´ dane´ nativnı´ funkce. Na uka´zce ko´du
cˇı´slo 5 je uveden prˇı´kaz ktery´m se zaregistruje knihovna. V testovacı´ aplikaci je knihovna
nacˇtena azˇ v prˇı´padeˇ, kdy je u´speˇsˇneˇ nacˇtena´ knihovna OpenCV a vytvorˇeno Surface-
View (tedy aplikace je prˇipravena prˇijı´mat obraz). Nejvhodneˇjsˇı´ je nacˇı´tat knihovnu ve
funkci onManagerConnected, tehdy je jiste´, zˇe byla u´speˇsˇneˇ nacˇtena knihovna OpenCV
a u´speˇsˇneˇ vytvorˇeno spojenı´ s fotoapara´tem zarˇı´zenı´.
System.loadLibrary(”kro224 diploma”);
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Vy´pis 5: Registrace knihovny s nativnı´mi funkcemi
K zaregistrova´nı´ knihovny s nativnı´mi funkcemi musı´ by´t v prvnı´ rˇadeˇ vytvorˇena
knihovna dane´ho jme´na a taky se musı´ v Android.mk souboru nastavit parametry s
jaky´mi budou zdrojove´ ko´dy kompilova´ny a jake´ knihovny k tomu budou pouzˇity. V
uka´zce ko´du cˇı´slo 6 lze videˇt kompletnı´ uka´zku, jak nastavit Android.mk soubor, podle
ktere´ho budou C++ zdrojove´ ko´dy kompilova´ny. V nastavenı´ jsou vybra´ny vsˇechny
soubory, ktere´ budou zkompilova´ny a knihovny, ktere´ budou ke kompilaci pouzˇity.
LOCAL PATH := $(call my−dir)
include $(CLEAR VARS)
// jmeno knihovny
LOCAL MODULE := kro224 diploma
// soubory v knihovne
LOCAL SRC FILES :=jni part.cpp
LOCAL SRC FILES += face detect.cpp
// pouzite knihovny ke kompilaci
LOCAL LDLIBS += −llog −ldl
include $(BUILD SHARED LIBRARY)
Vy´pis 6: Obsah souboru Android.mk
Proto, aby bylo mozˇne´ logovat a posı´lat vlastnı´ debug informace prˇı´mo z nativnı´ho
ko´du musı´ by´t pouzˇita knihovnu log. Na vy´pisu ko´du cˇı´slo 7 lze videˇt knihovnu, kte-
rou musı´me naimportovat, definici prˇı´kazu a uka´zku vola´nı´ vytvorˇene´ funkce. Funkce
pro logova´nı´ se musı´ ale volat opatrneˇ, protozˇe vola´nı´ te´to funkce zpomalı´ beˇh cele´ho
programu a vy´razneˇ to zkresluje vy´sledky. Tyto funkce tedy vyuzˇı´va´me na logova´nı´ spe-
cia´lnı´ch a chybovy´ch stavu˚. Tyto logovacı´ informace pak cˇteme pomocı´ pluginu LogCat
ve vy´vojove´m prostrˇedı´.
#include <android/log.h> // import knihovny
// definice prikazu
#define LOGI(...) android log print (ANDROID LOG INFO,”kro224−diplomka”, VA ARGS )
LOGI(”Zprava”);
Vy´pis 7: Logova´nı´ v nativnı´ch funkcı´ch
4.4 Pouzˇitı´ NEON instrukcı´ v nativnı´ch funkcı´ch
Android NDK od verze 3 podporuje ABI verzi armeabi-v7a, ktera´ sebou prˇinesla i pod-
poru Thumb-2 a VPFv3 na vsˇech zarˇı´zenı´ch a podporu dobrovolne´ho rozsˇı´rˇenı´ ARM
instrukcı´ prˇezdı´vane´ NEON [57].
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K tomu, aby bylomozˇne´ pouzˇı´t NEON instrukce vAndroid aplikaci,musı´ by´t splneˇno
neˇkolik da´le uvedeny´ch podmı´nek. V souboru Application.mk musı´ by´t nastaven ABI
mo´d (viz uka´zka ko´du cˇı´slo 8).
APP ABI := armeabi−v7a
Vy´pis 8: Definice ABI verze
Taky je vhodne´ naimportovat do c souboru˚ knihovnu arm neon.h, ktera´ obsahuje
funkce, pomocı´ ktery´ch zjistı´me, jestli zarˇı´zenı´ je schopne´ spousˇteˇt NEON instrukce.
Tı´m je mozˇne´ zajistit, zˇe v prˇı´padeˇ podpory NEON instrukcı´ se na zarˇı´zenı´ spustı´ ko´d
hardwaroveˇ akcelerovany´ pomocı´ NEON instrukcı´, v jine´m prˇı´padeˇ se spustı´ standardnı´
C++ ko´d [57]. Uka´zku takove´ho rozhodova´nı´ vidı´me na uka´zce ko´du cˇı´slo 9.
if (android getCpuFamily() == ANDROID CPU FAMILY ARM &&
(android getCpuFeatures() & ANDROID CPU ARM FEATURE NEON) != 0)
{
// pouziti NEON instrukci v pripade podpory NEON
...
}
else
{
// pouzici C++ verze v pripade ze NEON neni podporovan
...
}
Vy´pis 9: Rozhodova´nı´ jaky´ algoritmus pouzˇı´t
V souboru Android.mk musı´ by´t nastaveno, zˇe dana´ aplikace podporuje neon a musı´
by´t naimportova´na knihovna cpufeatures. Potrˇebne´ prˇı´kazy lze videˇt na vy´pisu ko´du
cˇı´slo 10. Nynı´ je prˇipraven za´klad testovacı´ aplikace [57].
LOCAL STATIC LIBRARIES := cpufeatures
LOCAL ARM NEON := true
$( call import−module,cpufeatures)
Vy´pis 10: Potrˇebne´ prˇı´kazy pro spra´vnou kompilaci zdrojovy´ch ko´du˚ s podporou NEON
instrukcı´
4.5 Pouzˇitı´ NEON assembler instrukcı´ v nativnı´ch funkcı´ch
K tomu, aby bylo mozˇne´ pouzˇı´t NEON assembler instrukce, musı´ by´t neˇjaky´m zpu˚so-
bem vlozˇen ko´d napsany´ v assembleru do nasˇeho C++ zdrojove´ho. Tomuto stylu vola´nı´
assembler instrukcı´ se rˇı´ka´ vkla´dany´ assembler (anglicky inline assembler). Vkla´dany´ as-
sembler na´m umozˇnˇuje vlozˇit assembler prˇı´kazy mezi prˇı´kazy vysˇsˇı´ho programovacı´ho
jazyka. To se vyuzˇı´va´ hlavneˇ prˇi pouzˇı´va´nı´ SIMD instrukcı´, nebo kdyzˇ chceme zı´skat
prˇı´stup k instrukcı´m procesoru (V/V porty, syste´move´ vola´nı´), ktere´ prˇekladacˇ vysˇsˇı´ho
programovacı´ho jazyka neumozˇnˇuje volat. Vola´nı´ vkla´dane´ho assembleru se prova´dı´ po-
mocı´ prˇı´kazu asm, ktery´ provede vykona´nı´ nasˇeho assembler ko´du V prˇı´padech, kdy
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klı´cˇove´ slovo asmmu˚zˇe deˇlat proble´my [58] se pouzˇı´va´ prˇı´kaz asm . Prˇı´klad je uveden
na uka´zce ko´du 11. Kompila´toru se jizˇ nemusı´ nastavovat zˇa´dne´ dalsˇı´ parametry, vsˇe
potrˇebne´ je soucˇa´stı´ knihovny arm neon.
Jako vstup asm funkce je vlozˇen NEON assembler zdrojovy´ ko´d, na´sledne´ dalsˇı´
parametry se nacha´zejı´ za dvojtecˇkami. Za prvnı´ dvojtecˇkou jsou nastaveny odkazy na
pouze vy´stupnı´ promeˇnne´, za druhou dvojtecˇkou jsou odkazy vsˇechny vstupnı´ nebo
vy´stupnı´ promeˇnne´, za trˇetı´ dvojtecˇkou se nacha´zı´ pouzˇı´vane´ registry ve vlozˇene´m as-
sembler ko´du [58][59].
Na vstupy a vy´stupy se odkazuje pomocı´% odkazu, kdy cˇı´slo za%na´m rˇı´ka´ o kolika´ty´
vstup/vy´stup se jedna´. V assembleru se nepouzˇı´vajı´ vlastnı´ promeˇnne´, ale prˇı´mo pouzˇite´
registry, kdyzˇ tedy chceme pouzˇı´t D registr, tak pozˇijeme promeˇnnou d a cˇı´slo registru,
ktery´ chceme pouzˇı´t a naprosto stejneˇ pouzˇijeme Q registr s pı´smenkem q. Du˚lezˇite´ je,
aby registr byl pouzˇitelny´ (zaregistrovany´) a aby dany´ registr existoval [59].
V prˇı´padeˇ chyby je ale kompila´tor schopny´ objevit velke´ mnozˇstvı´ standardnı´ch chyb.
Neumı´ ale upozornit v prˇı´padeˇ, kdyzˇ se spleteme a zvolı´me jiny´ datovy´ typ.
asm volatile (
”vld1.u8 {d1}, [%1] \n”
”vld1.u8 {d2}, [%2] \n”
”vld1.u8 {d5}, [%3] \n”
”vcge.u8 d3, d2, d1 \n” // d3 = d1 >= d2
”vshr.u8 d3, d3, #7 \n” // d3 = d3 >> 7
”vmul.u8 d4, d3, d5 \n” // d4 = d3∗d5
”vst1.u8 {d4}, [%0]! \n”
:
: ” r ” (d),
” r ” (gc ) ,
” r ” (gp),
” r ” (a)
: ”d1”, ”d2”, ”d3”, ”d4”, ”d5”
) ;
Vy´pis 11: Pouzˇitı´ NEON assembler instrukcı´ v C++ zdrojove´m ko´du
4.6 Kontrola spra´vnosti vy´pocˇtu˚
Pro kontrolu spra´vnosti dat si v menu zvolı´me mozˇnost Value Test. V tomto prˇı´padeˇ
se postupneˇ spousˇtı´ vsˇechny algoritmy a prova´dı´ se kontrola, jestli vypocˇı´tana´ data pro
ru˚zne´ algoritmy jsou shodna´. Vy´sledek kontroly dat se po skoncˇenı´ kontroly vypı´sˇe na
displeji zarˇı´zenı´.
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5 Implementace algoritmu˚
V te´to kapitole se budu veˇnovat implementaci jednotlivy´ch vybrany´ch algoritmu˚ ze zpra-
cova´nı´ obrazu a jejı´ch na´slednou paralelizacı´ pomocı´ technologie Advanced extension
SIMD - NEON. Implementace bude provedena na testovacı´ aplikaci v programovacı´m
jazyku C++, tedy nativneˇ.
Jako vybrane´ algoritmy, ktere´ budu implementovat, jsem si vybral Porovna´nı´ vzoru˚,
kdy se budu snazˇit hardwaroveˇ akcelerovat steˇzˇejnı´ cˇa´st algoritmu a to vy´pocˇet inte-
gra´lnı´ho obrazu. Dalsˇı´m algoritmem budou loka´lnı´ bina´rnı´ vzory, kde se budu snazˇit
porovnat rozdı´l prˇi vyuzˇitı´ D a Q registru˚ a zjistit kolik cˇasu usˇetrˇı´me, pokud se budu
snazˇit minimalizovat pocˇet dat nacˇı´tany´ch z pameˇti RAM do registru˚ NEON. Poslednı´m
vybrany´m algoritmem je vy´pocˇet Haarovy´ch prˇı´znaku˚.
5.1 Integra´lnı´ obraz
5.1.1 Implementace v C++
Pro vy´pocˇet sumypro pixel, kterou vypocˇı´ta´me, pouzˇijeme vsˇechny hodnoty pixelu˚, ktere´
se nacha´zı´ vlevo a nahoru od aktua´lnı´ho pixelu. Ted’ je velice dobre´ si uveˇdomit, zˇe se
jedna´ o hodnoty, ktere´ jizˇ byly pocˇı´ta´ny. Prˇi implementaci hodnotu aktua´lnı´ho pixelu
pocˇı´ta´m pomocı´ vzorce:
I(x, y) = i(x, y) + I(x− 1, y) + I(x, y − 1)− I(x− 1, y − 1) (12)
Tı´m zajistı´m, zˇe vy´pocˇet hodnoty aktua´lnı´ho pixelu vypocˇı´ta´m secˇtenı´m trˇı´ hodnot a
odecˇtenı´m jedne´. Toto rˇesˇenı´ je urcˇiteˇ mnohem vy´hodneˇjsˇı´, nezˇ procha´zet vsˇechny pixely
vlevo a vy´sˇe a deˇlat jejich soucˇet.
for radky, sloupce {
if (y == 0 || x == 0)
{
IntegralniObraz(x,y)= 0;
}
else
{
IntegralniObraz(x,y)= ZdrojovyObraz(x−1,y−1) + IntegralniObraz(x−1,y) +IntegralniObraz
(x,y−1) − IntegralniObraz(x−1,y−1);
}
}
Vy´pis 12: Zjednodusˇeny´ algoritmus pouzˇity´ pro vy´pocˇet Integra´lnı´ho obrazu
Zdrojovy´ i integra´lnı´ obraz ma´me ulozˇeny´ ve forma´tuMat (trˇı´da knihovny OpenCV),
kde se k bodu˚m prˇistupuje pomocı´ funkce at, ktera´ prˇijı´ma´ argumenty x a y. Pro pru˚chod
prˇes vsˇechny pixely pouzˇijeme dveˇ vnorˇene´ smycˇky for. V kazˇde´m cyklu provedeme v
prˇı´padeˇ, zˇe osa x nebo y nenı´ 0 soucˇet dle vzorce uvedene´ho vy´sˇe.
Jako datovy´ typ pouzˇı´va´m double a long. Zajı´ma´ meˇ rozdı´l vy´konu prˇi pocˇı´ta´nı´ u
teˇchto 2 datovy´ch typu˚. Oba jsou 64-bitove´ a oba jsou tedy schopne´ bez proble´mupojmout
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sumu obrazu o velikosti 1280x720 (generovany´ kamerou testovane´ho zarˇı´zenı´) i kdyby
vsˇechny pixely byly nastaveny na hodnotu 255. Porovna´nı´ rychlosti teˇchto 2 algoritmu˚ je
uvedeno v kapitole 5.1.4.
5.1.2 Hardwarova´ akcelerace pomocı´ NEON C++
Prˇi psanı´ tohoto hardwaroveˇ akcelerovane´ho algoritmu jsem narazil na jeden za´sadnı´
proble´m. Zatı´mco pro C++ jsemmohl pouzˇı´t 64-bitovy´ datovy´ typ pro vy´pocˇty s plovoucı´
desetinnou cˇa´rkou, tak NEON podporuje maxima´lneˇ 32-bitovy´ datovy´ typ float32 t. Pro
cela´ cˇı´sla NEON podporuje jak datovy´ typ int32 t, tak i int64 t. Z toho du˚vodu jsem se
rozhodl, zˇe udeˇla´m trˇi verze pro NEON a v kazˇde´ z nich si zkusı´m pouzˇı´t jiny´ datovy´
typ.
Prˇi implementaci tohoto algoritmu jsem narazil na jednu neprˇı´jemnost, ktera´ ve
veˇtsˇineˇ prˇı´padu˚ vylucˇuje mozˇnost pouzˇitı´ SIMD vy´pocˇtu˚. Hodnota aktua´lneˇ pocˇı´tane´ho
pixelu je totizˇ za´visla´ na hodnoteˇ prˇedchozı´ho pixelu.
V dane´m prˇı´padeˇ je hodnota pocˇı´tane´ho pixelu za´visla´ na 3 pixelech a sve´ vlastnı´
hodnoteˇ ze zdrojove´ho obrazu, takzˇe SIMD instrukce pouzˇijeme na secˇtenı´ a odecˇtenı´ u
2 hodnot z integra´lnı´ho obrazu, ktere´ se nacha´zı´ o rˇa´dek vy´sˇe a jsou tedy jizˇ vypocˇı´ta´ny a
hodnoty zdrojove´ho obrazu. Poslednı´ soucˇet s prˇedchozı´ hodnotou provedu na konci jizˇ
pomocı´ C++ bez vyuzˇitı´ NEON.
5.1.2.1 Datovy´ typ float32 t Na zacˇa´tek jsem si spocˇı´tal, kolik registru˚ budu potrˇebo-
vat pro vy´pocˇet integra´lnı´ho obrazu.
Potrˇebuji tedy 1 registr pro nacˇtenı´ hodnoty z origina´lnı´ho obrazu, 2 registry pro
nacˇtenı´ hodnoty z jizˇ vypocˇı´tane´ho registru. Dalsˇı´ jeden registr, ktery´ do ktere´ho budu
ukla´dat vy´sledek a buduhopouzˇı´vat na soucˇty a odecˇı´ta´nı´. Celkoveˇ tedybudupotrˇebovat
4 registry.
Pro dany´ algoritmus jsem se rozhodl pouzˇı´t Q registr, ktery´ ma´m dostupny´ 16 kra´t.
V prˇı´padeˇ, zˇe na vy´pocˇet potrˇebuji 4 registry, tak jej mu˚zˇu pouzˇı´t 4 kra´t. V kazˇde´m Q
registru o velikosti 128-bitu˚ budumı´t 4 kra´t 32-bitovy´ datovy´ typ float. Tı´mpa´dem beˇhem
jednoho cyklu vypocˇı´ta´m 16 hodnot.
Taky musı´m osˇetrˇit situaci, kdy pocˇet sloupcu˚ nebude deˇlitelny´ cˇı´slem 16. Pokud
nastane tokovy´ prˇı´pad, pak hodnoty zby´vajı´cı´ch pixelu˚ budou spocˇı´ta´ny pomocı´ cˇiste´ho
C++ algoritmu.
5.1.2.2 Datovy´ typ int32 t Jde o shodny´ algoritmus jako v prˇı´padeˇ prˇedchozı´ kapitoly
s tı´m rozdı´lem, zˇe mı´sto datove´ho typu float32 t pouzˇiji celocˇı´selny´ datovy´ typ int32 t.
Prˇi pouzˇitı´ ocˇeka´va´m zrychlenı´ jenom dı´ky domu, zˇe se jedna´ o celocˇı´selny´ datovy´ typ.
Na nasˇem testovacı´m zarˇı´zenı´ je pouzˇitı´ datove´ho typu int32 t mozˇne´ z toho du˚vodu,
zˇe zarˇı´zenı´ prˇeda´va´ obraz do nasˇı´ aplikace v rozlisˇenı´ 1280x720 (rozdı´l oproti 1280x1024,
ktere´ je schopna kamera snı´mat). Tedy kdyzˇ obra´zek zpracova´va´m ve stupnı´ch sˇedi, tak i
kdyby meˇly vsˇechny pixely maxima´lnı´ hodnotu 255, tak maxima´lnı´ mozˇna´ suma by byla
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235 008 000, cozˇ je cˇı´slo sta´le mensˇı´, nezˇ pojme 32-bitovy´ celocˇı´selny´ datovy´ typ, jehozˇ
maxima´lnı´ mozˇna´ hodnota je 2 147 483 647 (v jeho zname´nkove´ formeˇ).
5.1.2.3 Datovy´ typ int64 t Jedna´ se o verzi, ktera´ bude vhodna´ pro velke´ obra´zky, ale
nevy´hodou te´to verze bude jejı´ rychlost. Vzhledem k tomu, zˇe Q registr ma´ 128 bitu˚, tak
do jednoho Q registru mu˚zˇu nacˇı´st pouhe´ 2 promeˇnne´. Proto v jednom cykly vypocˇı´ta´m
pouhy´ch 8 hodnot oproti 16ti u float32 t a int32 t.
Jedna´ se tedy o u´pravu algoritmu pouzˇity´ pro datovy´ typ int32 pouzˇity´ v kapitole
5.1.2.2. Ocˇeka´vany´ vy´sledek je ten, zˇe pouzˇitı´ datove´ho typu int64 t bude pomalejsˇı´ nezˇ
u int32 t, ale pro veˇtsˇı´ obra´zky nedojde k prˇetecˇenı´.
5.1.3 Hardwarova´ akcelerace pomocı´ NEON assembleru
Propouzˇitı´NEONassembler instrukcı´ jsemsi vybral datovy´ typ int32 t, jehozˇ hardwaroveˇ
akcelerovana´ verze pro vy´pocˇet integra´lnı´ho obrazu se pocˇı´ta´ nejrychleji (vı´ce informacı´ v
na´sledujı´cı´ kapitole 5.1.4). Funkcˇneˇ se jedna´ o shodny´ algoritmus jako v prˇı´padeˇ kapitoly
5.1.2.2 a prˇepis z NEON C++ instrukcı´ na NEON assembler instrukce s tı´m rozdı´lem, zˇe
z du˚vodu bugu v gcc kompila´toru [60] pouzˇite´ho v Cygwin jsem mohl pocˇı´tat pouze 12
hodnot v jednom cyklu. V dane´m prˇı´padeˇ tedy pouzˇiji jenom 12 Q registru˚.
5.1.4 Porovna´nı´ rychlosti algoritmu˚ pro vy´pocˇet Integra´lnı´ho obrazu
Na testovacı´m zarˇı´zenı´ Nexus 7 jsem pro implementovane´ algoritmy nameˇrˇil cˇasy uve-
dene´ v tabulce 3. Pro meˇrˇenı´ jsem ignoroval prvnı´ch 100 cyklu˚ a spocˇı´tal jsem azˇ cˇas
potrˇebny´ k provedenı´ dalsˇı´ch 500 zpracova´nı´ algoritmu. Tı´m jsem si zajistil, zˇe cˇasy prv-
nı´ch vy´pocˇtu˚ nejsou bra´ny v u´vahu (zapı´na´nı´ jader, atd.) a nemu˚zˇou mi tedy ovlivnit
vy´sledek.
Obra´zek 18: Pouzˇity´ vzor pro algoritmus hleda´nı´ vzoru˚
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Jako vzor, ktery´ bude pouzˇit pro hleda´nı´ na obrazu zı´skane´ho z kamery zarˇı´zenı´, jsem
pouzˇil vy´rˇez me´ho oblicˇeje, ktery´ je uka´zany´ na obra´zku 18. Mı´sta, kde zpoza oblicˇeje
bylo videˇt pozadı´, jsem nahradil cˇernou barvou. Vy´sledek porovna´nı´ vzoru˚ a vyhleda´nı´
mı´sta s nejmensˇı´m SAD na obraze je viditelny´ na obra´zku 19.
Obra´zek 19: Vyhleda´nı´ tva´rˇe podle vzoru
Kdyzˇ se podı´va´m na tabulku 3 s dosazˇeny´mi cˇasy, tak zjistı´me, zˇe nejrychlejsˇı´ byl
algoritmus napsany´ v C++ s datovy´m typem long. Byl rychlejsˇı´ skoro o 3%, nezˇ verze s
datovy´m typem double.
C++ double C++ long NEON float32 t NEON int32 t NEON int64 t
Celkem [ms] 99482,2 96692,2 146949 138461 160258
Pru˚meˇr [ms] 198,96 193,38 293,9 276,92 320,516
Zrychlenı´ [%] -2.89 0 -51,98 -43,20 -65,74
Tabulka 2: Porovna´nı´ cˇasu˚ pro zpracova´nı´ 500 snı´mku˚
Zato verze hardwaroveˇ akcelerovane´ pomocı´ NEON byly pomalejsˇı´. Nejrychlejsˇı´
hardwaroveˇ akcelerovanou verzı´ pomocı´ NEON C++ instrukcı´ byla verze s datovy´m
typem int32 t, ktera´ byla o vı´ce nezˇ 43% pomalejsˇı´, nezˇ verze s datovy´m typem long.
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NEON assembler int32 t
Celkem [ms] 128303
Pru˚meˇr [ms] 256,606
Zrychlenı´ [%] -32,69
Tabulka 3: Porovna´nı´ cˇasu˚ pro zpracova´nı´ 500 snı´mku˚ prˇi pouzˇitı´ NEON assembler
instrukcı´
Rychlost vy´pocˇtu hardwaroveˇ akcelerovane´ho algoritmu jsem se snazˇil jesˇteˇ urychlit
vyuzˇitı´m NEON assembler instrukcı´. Z prˇedchozı´ch vy´sledku˚ jsem veˇdeˇl, zˇe nejrych-
lejsˇı´ implementace je pomocı´ int32 t, proto jsem assembler verzi vytvorˇil jizˇ jenom pro
tento datovy´ typ. Verze napsana´ pomocı´ NEON assembler instrukcı´ se stala nejrychlejsˇı´
hardwaroveˇ akcelerovanou verzı´ pro vy´pocˇet Integra´lnı´ho obrazu, ktera´ ale porˇa´d byla
pomalejsˇı´, nezˇ cˇista´ C++ verze a to o vı´ce nezˇ 32%. Ale pouzˇitı´m NEON assembler in-
strukcı´ jsem snı´zˇil cˇas oprotiNEONC++ instrukcı´ o skoro 8%.Na tomto prˇı´padu jde videˇt,
zˇe algoritmy, kde je vy´pocˇet za´visly´ na prˇedchozı´m vy´sledku je neefektivnı´ pokousˇet se
prova´deˇt pomocı´ SIMD vy´pocˇtu˚. U toho algoritmu jsem prˇı´pravou vstupnı´ch polı´ pro
nacˇtenı´ do registru stra´vil veˇtsˇinu cˇasu, ktery´ trva´ vy´pocˇet pomocı´ C++.
Obra´zek 20: Graf pru˚meˇrny´ch cˇasu˚ pro vy´pocˇet Integra´lnı´ho obrazu
Nejpomalejsˇı´m vy´pocˇtem byl vy´pocˇet hardwaroveˇ akcelerova´n pomocı´ NEON s dato-
vy´m typem int64 t. Vzhledem k tomu, zˇe se do jednohoQ registru vesˇly jenom 2 hodnoty,
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tak nedocha´zelo k velke´ paralelizaci u vy´pocˇtu. Prˇı´prava pole pro vstup dat byla hlavneˇ v
tomto prˇı´padeˇ o hodneˇ vı´ce na´rocˇna´, nezˇ kolik jsem na´sledneˇ usˇetrˇil pomocı´ paralelnı´ho
vy´pocˇtu.
Pro to, abych mohl dosa´hnout lepsˇı´ch vy´sledku˚, bych potrˇeboval vı´ce Q registru˚,
abych mohl prova´deˇt vı´ce hardwaroveˇ akcelerovany´ch operacı´, nezˇ zacˇneme prova´deˇt
poslednı´ secˇtenı´ pomocı´ C++. Poprˇı´padeˇ kdyby existovaly registry, ktere´ by meˇly veˇtsˇı´
velikost.
Kontrolu funkcˇnosti vy´pocˇtu integra´lnı´ obrazu jsem oveˇrˇil na na´hodneˇ generovane´m
obraze. Pro oveˇrˇenı´ jsem si zavedl kontrolu hodnoty poslednı´ho vypocˇı´tane´ho bodu. U
vsˇech algoritmu˚ jsem dosˇel ke stejne´mu vy´sledku pro shodny´ vstup.
Subjektivnı´ ohodnocenı´ funkcˇnosti porovna´nı´ vzoru˚ je takove´, zˇe vyhleda´nı´ funguje
nejle´pe na jednolite´m pozadı´ sveˇtle´ barvy. Sta´valo se mi, zˇe v prˇı´padeˇ zˇe jsem byl velice
nasvı´ceny´ a na kameru uka´zat neˇjaky´ tmavy´ prˇedmeˇt, tak algoritmus ohodnotil pozici,
kde se nacha´zel tento tmavy´ prˇedmeˇt jako mı´sto s nejmensˇı´m SAD.
5.2 Loka´lnı´ bina´rnı´ vzory
5.2.1 Implementace v C++
Implementace algoritmu v C++ vypada´ na´sledovneˇ. Jako prvnı´ krok si musı´m nacˇı´st
obra´zek ve stupnı´ch sˇedi. V testovacı´ aplikaci je to upraveno tak, zˇe do nativnı´ funkce pro
vy´pocˇet LBP se jizˇ posı´la´ obra´zek zachyceny´ kamerou ve stupnı´ch sˇedi.
V nativnı´ funkci obraz procha´zı´m pixel po pixelu s tı´m, zˇe vynecha´va´m okolnı´ body.
Vzhledem k tomu, zˇe obraz ma´m ulozˇeny´ ve forma´tu Mat (trˇı´da knihovny OpenCV),
kde se k bodu˚m prˇistupuje pomocı´ funkce at, ktera´ prˇijı´ma´ argumenty x a y, tak pouzˇiji
dveˇ vnorˇene´ smycˇky for na procha´zenı´ obrazu. V ra´mci zjednodusˇenı´ (prˇi na´sledne´
paralelizaci) jsem si zavedl podmı´nku, zˇe u LBP bude vzˇdy parametr P = 8. Tı´mto
jsem si taky zajistil, zˇe cˇa´st funkce 2p, bude v nasˇem prˇı´padeˇ maxima´lneˇ 27 + 26 + 25 +
24 + 23 + 22 + 21 + 20, tedy maxima´lnı´ dosazˇitelna´ suma bude 255. Prˇi pouzˇitı´ datove´ho
typu uchar (nezname´nkovy´, 8-bitu˚, maxima´lnı´ hodnota 255) nemusı´m na´sledneˇ prova´deˇt
normalizaci.
Obraz zı´skany´ pomocı´ LBP je na´sledneˇ zobrazen na displeji zarˇı´zenı´.
// vsechny radky bez krajnich radku
for ( int y = R; y < radky obrazu − R; y++) {
// vsechny sloupce bez krajnich sloupcu
for ( int x = R; x < sloupce obrazu − R; x++) {
// vsechny okolni body kolem gc
for( int p = 0; p < 8; p++)
// ohonoceni gc, ktere bude ulozeno do vystupniho obrazku, ziskano jako suma
ohodnoceni okolnich bodu
sum = (gc >= gp) ∗ mocnina(2,p);
}
}
Vy´pis 13: Zjednodusˇeny´ algoritmus pouzˇity´ pro vy´pocˇet LBP
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Algoritmem uvedeny´m v uka´zce ko´du procha´zı´m vsˇechny pixely. Na´sledneˇ porov-
na´va´m okolnı´ body gp ve vzda´lenosti R s bodem gc. V prˇı´padeˇ, zˇe gc je veˇtsˇı´, nezˇ gp,
tak zı´ska´m mocninu cˇı´sla 2 pro danou pozici gp vu˚cˇi gc (uka´zka vah ohodnocenı´ pixelu˚
je v tabulce 1). Secˇtu vsˇechny zı´skane´ ohodnocenı´ a tı´m zı´ska´m LBP ohodnocenı´ pro
gc. Toto ohodnocenı´ ulozˇı´me do vy´stupnı´ho obrazu. Jako poslednı´ u´pravu jsem provedl
nahrazenı´ na´sobenı´ za bitovy´ posun.
5.2.2 Hardwarova´ akcelerace pomocı´ NEON C++
V te´to kapitole se budu veˇnovat zpu˚sobu, jaky´m jsem paralelizoval algoritmus LBP.
Vyvinul jsem 4 verze. Ve vsˇech cˇtyrˇech verzı´ch pouzˇı´va´m pro ukla´da´nı´ 8mi bitovy´ datovy´
typ uint8 t. Pro nacˇtenı´ rˇa´dku˚ slouzˇı´ jeho rˇa´dkova´ verze, kdy pro pra´ci s 64 bitovy´m D
registrem slouzˇı´ datovy´ typ uint8x8 t, pro pra´ci s 128-bitovy´m Q registrem slouzˇı´ datovy´
typ uint8x16 t.
Nevy´hodou NEON je omezeny´ pocˇet pouzˇı´vany´ch instrukcı´, tedy to, zˇe paralelizovat
jde jenom urcˇite´ cˇa´sti algoritmu a taky jenom to co se vleze do jednoho D nebo Q registru.
5.2.2.1 Verze 1 Prˇi prvnı´m vyuzˇitı´ paralelizace pomocı´ NEON jsem vytvorˇil algorit-
mus podobny´ origina´lnı´mu algoritmu pro LBP.
V tomto algoritmu si nacˇtu do za´sobnı´kuD typu 8 okolnı´ch bodu˚. Abychmohl teˇchto 8
bodu˚ porovnat najednou a vyuzˇı´t jedne´ instrukce na vı´ce dat, tak si musı´m nacˇı´st do D re-
gistru 8 kra´t hodnotu centra´lnı´ho bodu, to se nejle´pe provede pomocı´ prˇı´kazu vdup n u8,
ktery´ jako jediny´ parametr ocˇeka´va´ hodnotu, kterou nastavı´ na vsˇechny mozˇne´ pozice.
Pomocı´ operace vcge u8 dojde k porovna´nı´, jestli je veˇtsˇı´ gc nebo gp. V prˇı´padeˇ, zˇe gc je
mensˇı´, tak vy´stupnı´ D registr bude na dane´m mı´steˇ obsahovat cˇı´slo 0, v prˇı´padeˇ, zˇe gc
bude veˇtsˇı´, tak se ulozˇı´ same´ jednicˇky, tedy u 8mi bitove´ho datove´ho typu to bude cˇı´slo
255.
Protozˇe kombinace 0 a 255 nenı´ spra´vna´ (aNEONmezi instrukcemi nema´ deˇlenı´, ktere´
by se dalo vyuzˇı´t pro zı´ska´nı´ korektnı´ va´hu), tak musı´m v prvnı´m kroku upravit tyto dveˇ
hodnoty na 0 nebo 1. Pro zı´ska´nı´ 0 a 1 jako vy´stup porovna´nı´, provedu pomocı´ funkce
vshr n u8 bitovy´ posun o 7 doprava, kdy prˇi bitove´m posunu cˇı´sla 0 zu˚stane porˇa´d cˇı´slo
0 a prˇi bitove´m posunu o 7 doprava u cˇı´sla 255 dojde ke zmeˇneˇ na cˇı´slo 1.
Vy´sledne´ cˇı´slo pomocı´ funkce vmul u8 vyna´sobı´m va´hou, kterou jsem si nacˇetl na
zacˇa´tku do D registru.
5.2.2.2 Verze 2 Vzhledem k tomu, zˇe prˇi prˇedchozı´ paralelizaci docha´zı´ k tomu, zˇe
pokud ma´me R=1, tak 6 z 9 pixelu˚ bude prˇi na´sledujı´cı´m vy´pocˇtu znovu nacˇı´ta´no. Proto
jsem vytvorˇil algoritmus, kdy dojde ke skupinove´mu nacˇtenı´ dat. Taky jsem testova´nı´m
prˇisˇel na to, zˇe nacˇı´ta´nı´ dat do registru je velice pomale´ a proto se snazˇı´m minimalizovat
nacˇı´ta´nı´ hodnot do D nebo Q registru.
V tomto kroku pominu promeˇnnou R, protozˇe dany´ algoritmus bude upraveny´
pro R = 1. Pokud ma´me R = 1, tak vı´m, zˇe vzˇdy budu potrˇebovat pra´veˇ 3 po sobeˇ
jdoucı´ rˇa´dky. Data budu nacˇı´tat do 3 64-bitovy´ch D registru˚ po 8mi pixelech (datovy´ typ
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Obra´zek 21: Uka´zka pru˚beˇhu vy´pocˇtu paralelnı´ho algoritmu pomocı´ NEON u verze 2.
Body nacˇı´ta´me jako 3 rˇa´dky po 8mi bodech, celkem 24 bodu˚ a z teˇchto nacˇteny´ch bodu˚
vypocˇteme 6 hodnot LBP.
uint8x8 t), v za´sobnı´ku tedy budu mı´t nacˇteny´ch 24 pixelu˚ a pouzˇiji je pro vy´pocˇet 6ti
bodu˚ najednou (nepocˇı´ta´ se vzˇdy prvnı´ a poslednı´ bod z du˚vodu˚ chybeˇjı´cı´ informace).
Prˇi nacˇı´ta´nı´ dalsˇı´ch 24 bodu˚ tedy dojde k tomu, zˇe je nacˇteno znovu jenom 6 bodu˚ z 24
(1/4 oproti 2/3).
Ve chvı´li, kdy jsou data nacˇtena, tak do D registru nacˇtu 8x gc bod a vsˇechny body na
vsˇech 3 rˇa´dcı´ch s nı´m porovna´m. Tı´m zı´ska´m informaci o tom, kde je veˇtsˇı´ gc a kde gp.
V na´sledujı´cı´m kroku provedu bitovy´ posun doprava a dostanu se k nejslozˇiteˇjsˇı´ cˇa´sti. Je
du˚lezˇite´ vybrat spra´vne´ va´hy, jaky´mi budeme body na´sobit. Na´slednou sumu provedu
jenom s body se ktery´mi chceme pro dany´ gc. Takto opakuji porovna´va´nı´ a na´sobenı´
va´hami jesˇteˇ 5x, kdy pro nacˇtene´ 3 rˇa´dky dat jsem provedl 6 vy´pocˇtu˚ gp.
Jesˇteˇ zpeˇt k na´sobenı´ spra´vny´mi va´hami. Algoritmus jsem si zjednodusˇil tak, zˇe vı´me
zˇe P = 8 a R = 1. Pro prvnı´ rˇa´dek vı´me, zˇe budeme potrˇebovat mı´t va´hy 1, 2 a 4.
Jako nejrychlejsˇı´ variantu meˇ napadlo mı´t prˇedprˇipravene´ 3 mozˇnosti, kdy rˇa´dek bu-
deme na´sobit bud’ 1,2,4,1,2,4,1,2, nebo 2,4,1,2,4,1,2,4 nebo 4,1,2,4,1,2,4,1. Pro na´sledujı´cı´
rˇa´dky vytvorˇı´m na´sobkove´ va´hy analogicky. Pak stacˇı´ vybrat spra´vnou variantu a zı´ska´m
spra´vneˇ vyna´sobena´ data.
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Algoritmus jsem na´sledneˇ upravil jesˇteˇ tak, zˇe kdyzˇ ma´m nacˇteny´ch 24 bodu˚, tak
pocˇı´ta´m hodnotu LBP pro 6 bodu˚. V u´praveˇ jsem se snazˇil pro vy´pocˇet teˇchto 6ti bodu˚
minimalizovat pocˇet opakova´nı´ cyklu. V minimalizovane´ verzi teˇchto 6 bodu˚ spocˇı´ta´m
pouhy´mi 3mi pru˚chody, kdy kazˇdy´m pru˚chodem spocˇı´ta´m 2 hodnoty LBP.
Obra´zek 22: Uka´zka vy´pocˇtu vı´ce hodnot LBP prˇi jednom pru˚chodu. Pro P = 8 a R = 1
na´m u jak u 64-bitve´ho D registru, tak i u 128-bitove´ho Q registru stacˇı´ na pru˚chod a
vy´pocˇet vsˇech hodnot LBP 3 cykly.
Pocˇet sloupcu˚ na rˇa´dku nemusı´ by´t nutneˇ deˇlitelny´ cˇı´slem 8, proto vsˇechny sloupce,
na ktere´ nebyly vypocˇı´ta´ny, musı´me spocˇı´tat klasicky´m algoritmem uvedeny´m v kapitole
5.2.1 nebo jeho hardwaroveˇ akcelerovanou variantou uvedenou v kapitole 5.2.2.1.
5.2.2.3 Verze 3 Tato varianta je vytvorˇena analogicky k varianteˇ cˇı´slo 2 vytvorˇene´ v
prˇedchozı´ kapitole 5.2.2.2. Jejı´ hlavnı´ u´pravou je pouzˇı´va´nı´ 128-bitove´ Q registru mı´sto
64-bitove´ho D registru. To znamena´, zˇe na rˇa´dku je ulozˇeno 16 pixelu˚. Prˇi dalsˇı´m nacˇtenı´
tedy znovu nacˇteno 6 pixelu˚ z 48, tedy 1/8 oproti 1/4 v prˇedchozı´m algoritmu.
Vy´pocˇet probı´ha´ naprosto stejneˇ jako u varianty cˇı´slo 2. Sloupce, na ktere´ nevysˇlo
prˇi procha´zenı´ po 16ti zkusı´m projı´t pru˚chodem pomocı´ 8mi a na´sledneˇ dopocˇı´ta´me
klasicky´m algoritmem.
Kdyzˇ ma´m nacˇteny´ch vsˇech 48 bodu˚, tak stejneˇ jako u varianty cˇı´slo 2 na´m pro
pru˚chod a vypocˇı´ta´nı´ hodnot 14ti bodu˚ stacˇı´ 3 cykly. Beˇhem teˇchto 3 cyklu˚ vypocˇı´ta´m v
prvnı´m a druhe´m kroku 5 hodnot a v poslednı´m kroku 4 hodnoty. Tı´mto zpu˚sobem jsem
dosa´hl toho, zˇe mı´sto abych porovna´val, deˇlal bitovy´ posun a na´sobil va´hami 5x, tak to
vsˇe udeˇla´m beˇhem jednom cyklu.
5.2.2.4 Verze 4 Jedna´ se o variaci algoritmu v3, kdy po vy´pocˇtu 14tice se nebudeme
pohybovat po ose x, ale po ose y s tı´m, zˇe z prˇedchozı´ho pru˚beˇhu si zapatuji 2 spodnı´
rˇa´dky a nacˇtu jenom jeden dalsˇı´ rˇa´dek. Azˇ vypocˇı´ta´m vsˇechny rˇa´dky, tak se posuneme o
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14 doprava a zaha´jı´me novy´ pru˚chod zhora dolu˚. Tı´mto zpu˚sobem jsem minimalizoval
nutnost nacˇı´ta´nı´ do registru˚ na pouhy´ jeden rˇa´dek (toto se nety´ka´, pokud ma´me y = 0, v
dane´m prˇı´padeˇ musı´m nacˇı´st vsˇechny 3 rˇa´dky, protozˇe v dane´m prˇı´padeˇ jsem na hornı´
cˇa´sti obrazu a potrˇebuji nacˇı´st informace o vsˇech rˇa´dcı´ch).
Obra´zek 23: Uka´zka pru˚beˇhu vy´pocˇtu paralelnı´ho algoritmu pomocı´ NEON u verze 4.
Body nacˇı´ta´me jako 3 rˇa´dky po 16ti bodech, celkem 48 bodu˚ a z teˇchto nacˇteny´ch bodu˚
vypocˇteme 14 hodnot LBP. Prˇi nacˇı´ta´nı´ dalsˇı´ch 48 bodu˚ nacˇı´ta´me po smeˇru osy y.
5.2.3 Hardwarova´ akcelerace pomocı´ NEON assembleru
V te´to kapitole se budu veˇnovat, jak jsem hardwaroveˇ akceleroval algoritmus LBP pomocı´
NEON assembler instrukcı´. Tı´mto zpu˚sobem jsem vytvorˇil 2 verze.
5.2.3.1 Verze 1 Tato verze je vytvorˇena´ analogicky k verzi 1 uvedena´ v kapitole 5.2.2.1,
ktera´ je vytvorˇena´ podobneˇ jako cˇisty´ C++ vy´pocˇet pouzˇı´va´n k vy´pocˇtu LBP. Vsˇechny
instrukce jsou shodne´ s hardwaroveˇ akcelerovanou verzı´ 1, jedna´ se o prˇepis instrukcı´ z
C++ na assembler.
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5.2.3.2 Verze 2 Tato verze byla vytvorˇena jako assembler verze k hardwaroveˇ akce-
lerovane´ verzi 4 uvedene´ v kapitole 5.2.2.4. Oproti te´to verzi algoritmus nacˇı´ta´ vsˇechny
rˇa´dky z RAM pameˇti. Je to zpu˚sobeno tı´m, zˇe zatı´mco kdyzˇ pouzˇı´va´me NEON C++ in-
strukce, tak jsem schopen pouzˇı´vat C++ rozhodova´nı´ a smycˇky, zatı´mco v assembler verzi
by jste tyto smycˇky a ostatnı´ logikumuseli psa´t v assembleru. Proto dosˇlo k zjednodusˇenı´
algoritmu, cˇı´mzˇ se vytratila ta vlastnost, zˇe si algoritmus pamatuje 2 nacˇtene´ rˇa´dky a
nacˇı´ta´ se uzˇ jenom jeden novy´.
5.2.4 Srovna´nı´ vy´sledku˚
Na testovacı´m zarˇı´zenı´ jsem pro implementovane´ algoritmy nameˇrˇil cˇasy uvedene´ v
tabulce 4. Promeˇrˇenı´ jsem ignoroval cˇasyprvnı´ch 100 vy´pocˇtu˚ a spocˇı´tal jsem cˇas potrˇebny´
k provedenı´ na´sledujı´cı´ch 500 zpracova´nı´ algoritmu.
LBP C LBP NEON v1 LBP NEON v2 LBP NEON v3 LBP NEON v4
Celkem [ms] 252191 240283 212070 170197 128174
Pru˚meˇr [ms] 504,382 480,566 424,14 340,394 256,348
Zrychlenı´ [%] 0 5.31 15,91 32,51 49,18
Tabulka 4: Porovna´nı´ cˇasu˚ pro zpracova´nı´ 500 snı´mku˚
Zvy´sledku˚ v tabulka´ch 4 a 5mivyply´va´, zˇe u toho algoritmu sehardwarova´ akcelerace
vyplatila. Skoro polovinu cˇasu pro vy´pocˇet jsem usˇetrˇil vyuzˇitı´m hardwarove´ akcelerace
pomocı´ NEON C++ instrukcı´ a vı´ce nezˇ 60% cˇasu jsem usˇetrˇil, kdyzˇ jsem pouzˇil NEON
assembler instrukce.
Obra´zek 24: Vy´stupnı´ obraz LBP naimplementovane´ho v C++.
Nejrychlejsˇı´m hardwaroveˇ akcelerovany´m algoritmem pomocı´ NEON C++ instrukcı´
byla verze 4. Na vy´sledku verze 4 se da´ pouka´zat na to, zˇe nacˇı´ta´nı´ do registru˚ z pameˇti
45
RAM je pomale´, protozˇe verze 3 a 4 se prakticky lisˇily jenom tı´m, zˇe u verze 4 jsem si
pamatoval 2 nacˇtene´ rˇa´dky a nacˇı´tal jsem pouze 1 novy´. Toho jsem dosa´hl tak, zˇe jsem
zmeˇnil typ posunu mı´sto po sloupcı´ch na posun po rˇa´dcı´ch.
LBP NEON assembler v1 LBP NEON assembler v2
Celkem [ms] 196222 101027
Pru˚meˇr [ms] 392,444 202,054
Zrychlenı´ [%] 22,67 60,19
Tabulka 5: Porovna´nı´ cˇasu˚ pro zpracova´nı´ 500 snı´mku˚ pomocı´ NEON assembler instrukcı´
Po nahle´dnutı´ k cˇasu˚m uvedeny´m v tabulce 5 jsem usoudil, zˇe implementace pomocı´
NEON assembler instrukcı´ je rychlejsˇı´, nezˇ verze z jake´ vycha´zı´. Dı´ky tomu se NEON
assembler verze 2 stala nejrychleji pocˇı´tany´m algoritmem pro vy´pocˇet LBP. V dane´m prˇı´-
padeˇ se 60% cˇasu pro vy´pocˇet dalo usˇetrˇit tı´m, zˇe jsem pouzˇil NEON assembler instrukce.
Obra´zek 25: Graf pru˚meˇrny´ch cˇasu˚ pro vy´pocˇet LBP
Z obra´zku˚ 24 jde videˇt, jak vypada´ vy´sledny´ obraz vytvorˇeny´ pomocı´ jazyka C++ a
na obra´zcı´ch 26 a 27 jde videˇt, zˇe jsem pro algoritmus hardwaroveˇ akcelerovany´ pomocı´
NEON zı´skal stejny´ vy´sledny´ obraz jako pro algoritmus napsany´ cˇisteˇ v C++. A na
obra´zku 28 jde videˇt, zˇe stejne´ho vy´sledku jsem dosa´hl i pro algoritmus LBP napsany´
pomocı´ NEON assembler instrukcı´.
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Obra´zek 26: Vy´stupnı´ obraz LBP naimplementovane´ho v C++ a hardwaroveˇ akcelerova´n
pomocı´ NEON verze 1 (vlevo) a verze 2 (vpravo).
Obra´zek 27: Vy´stupnı´ obraz LBP naimplementovane´ho v C++ a hardwaroveˇ akcelerova´n
pomocı´ NEON verze 3 (vlevo) a verze 4 (vpravo).
Obra´zek 28: Vy´stupnı´ obraz LBP naimplementovane´ho v C++ a hardwaroveˇ akcelerova´n
pomocı´ NEON assembler instrukcı´ verze 1 (vlevo) a verze 2 (vpravo).
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Kontrola funkcˇnosti mi uka´zala, zˇe vy´pocˇet pro vsˇechny algoritmy je totozˇny´ a tedy
algoritmy pro stejny´ vstup vypocˇı´tajı´ totozˇny´ vy´stup.
5.3 Haarovy prˇı´znaky
V te´to kapitole popı´sˇu zpu˚sob, jaky´m jsem implementoval vy´pocˇet Haarovy´ch prˇı´znaku˚.
Haarovy prˇı´znaky jsou vy´pocˇtoveˇ na´rocˇne´, protozˇe naprˇı´klad prˇi velikosti podokna
24x24 pixelu˚ pro kazˇde´ podokno pocˇı´ta´te 320 045 prˇı´znaku˚ ze za´kladnı´ sady (2 hranove´,
2 cˇa´rove´ a 1 diagona´lnı´). To na´m vylucˇuje pouzˇitı´ na rea´lne´m obraze v prˇı´padeˇ, zˇe bych
chteˇl prova´deˇt vy´pocˇty opravdu sveˇdomiteˇ a s na´ru˚stem o 1 pixel. Proto se v nasˇı´ aplikaci
budu veˇnovat cˇa´sti pro vy´pocˇet jednoho podokna a taky meˇrˇit celkovy´ cˇas na vy´pocˇtu
jednoho podokna. Toto podokno bude mı´t velikost 24x24 pixelu˚, velikost prˇı´znaku a
posun prˇı´znaku budu zveˇtsˇovat o 2 pixely a celkoveˇ vypocˇı´ta´m 21 780 prˇı´znaku˚.
Pro vy´pocˇet za´kladnı´ch prˇı´znaku˚ (2 hranove´, 2 cˇa´rove´ a 1 diagona´lnı´) jsem si zavedl
17 bodu˚, ktere´ budu pouzˇı´vat prˇi vy´pocˇtu hodnoty prˇı´znaku a teˇchto 17 bodu˚ mi pomocı´
integra´lnı´ho obrazu bude stacˇit na vy´pocˇet vsˇech 5ti za´kladnı´ch prˇı´znaku˚. Vybrany´ch 17
bodu˚ je uka´za´no na obra´zku 29.
Obra´zek 29: 17 bodu˚ nutny´ch zna´t pro vy´pocˇet vsˇech prˇı´znaku˚ pro danoupozici podokna,
velikost podokna, pozici prˇı´znaku a velikost prˇı´znaku. Pomocı´ teˇchto 17ti bodu˚ a inte-
gra´lnı´ho obrazu vypocˇı´ta´me za´kladnı´ sadu Haarovy´ch prˇı´znaku˚ (2 hranove´, 2 cˇa´rove´ a 1
diagona´lnı´).
Pokud si vypocˇı´ta´m hodnotu cele´ho prˇı´znaku, tak na´sledneˇ nebudu muset pocˇı´tat
hodnotu pro obeˇ cˇa´sti zvla´sˇt’. Pro vy´pocˇet hodnoty cele´ oblasti vyuzˇiji body uvedene´ na
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obra´zku 29 a zı´ska´m vzorec, ktery´ vycha´zı´ ze vzorce pro vy´pocˇet hodnoty z integra´lnı´ho
obrazu:
Ftotal = I(A) + I(Q)− I(E)− I(M) (13)
Pro vy´pocˇet hodnot pro tmavsˇı´ cˇa´st Haarove´ho prˇı´znaku vyuzˇiji 5 vzorcu˚ odvozeny´ch
stejny´m zpu˚sobem:
Fblack = I(C) + I(Q)− I(E)− I(O) (14)
Fblack = I(H) + I(P )− I(J)− I(M) (15)
Fblack = I(A) + I(I)− I(C)− I(H) + I(I) + I(Q)− I(J)− I(O) (16)
Fblack = I(B) + I(P )− I(D)− I(N) (17)
Fblack = I(F ) + I(L)− I(G)− I(K) (18)
Pro vy´pocˇet bı´le´ hodnoty vyuzˇiji toho, zˇe ma´m vypocˇı´tanou hodnotu cˇerne´ho prˇı´-
znaku a celkovou hodnotu. Bı´lou cˇa´st tedy zı´ska´m vzorcem:
Fwhite = Ftotal − Fblack (19)
A hodnotu prˇı´znaku pomocı´ vzorce:
Fhaar = Fwhite − Fblack = Ftotal − Fblack − Fblack = Ftotal − (2 ∗ Fblack) (20)
Protozˇe chci mı´t hodnotu prˇı´znaku normalizovanou, tak si pro kazˇde´ podokno vy-
pocˇı´ta´m smeˇrodatnou odchylku podle vzorce:
σ =

I2(w, h)
wh
−

I(w, h)
wh
2
(21)
A normalizovanou hodnotu zı´ska´m:
Fnormalized =
Fhaar
σ
(22)
Tento vy´pocˇet budu tedy implementovat v jednotlivy´ch algoritmech.
5.3.1 Implementace v C++
Pro implementaci budu potrˇebovat 7 vnorˇeny´ch smycˇek. 1 smycˇka pro zmeˇnu velikosti
podokna, 2 smycˇky pro posun podokna po obraze.
Nynı´ bude hlavnı´ cˇa´st a to vy´pocˇet prˇı´znaku˚ pro jednotliva´ podokna. Zde budu mı´t
dalsˇı´ 4 smycˇky, 2 smycˇky budou pro zmeˇnu velikosti prˇı´znaku a 2 smycˇky budou pro
posun prˇı´znaku po obra´zku.
Teˇchto 7 smycˇek vylucˇuje pouzˇitı´ v aplikacı´ch pro zpracova´nı´ obrazu v rea´lne´m cˇasu,
pokud budu chtı´t pocˇı´tat opravdu poctiveˇ. U poslednı´ch 4 smycˇek jsem se rozhodl pro
dvouna´sobny´ krok. Pro pouzˇitı´ v aplikaci zpracova´vajı´cı´ obraz v rea´lne´m cˇase bych ale
pozˇadavky musel mnohem vı´ce snı´zˇit, hlavneˇ by bylo potrˇeba snı´zˇit pocˇet podoken,
nejle´pe vy´pocˇet teˇchto podoken zrusˇit a pocˇı´tat rovnou pro cely´ obraz.
Kazˇdy´ vypocˇı´tany´ prˇı´znak si ukla´da´me do listu a na konci na´m funkce vra´tı´ tento list.
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5.3.2 Hardwarova´ akcelerace pomocı´ NEON C++
Na zacˇa´tku bylo du˚lezˇite´ zamyslet se nad datovy´mi typy, ktere´ pouzˇiji prˇi hardwarove´
akceleraci. Vzhledem k tomu, zˇe vy´stupnı´ hodnota ma´ datovy´ typ float a NEON neumı´
prova´deˇt operace mezi ru˚zny´mi datovy´mi typy, tak vstupy jizˇ musı´me nacˇı´st jako da-
tovy´ typ float32 t. Na´sledneˇ si jesˇteˇ nacˇtu smeˇrodatnou odchylku v invertovane´ podobeˇ,
protozˇe NEON neumı´ deˇlit, takzˇe musı´me pouzˇı´t invertovanou hodnotu a na´sobit.
Vzhledem k tomu, zˇe pocˇet Q registru˚ ma´me omezeny´ a pokud bych pouzˇil D registr,
tak by ke zrychlenı´ s urcˇitostı´ nedosˇlo, tak jsem se rozhodl vy´pocˇet rozdeˇlit na 2 cˇa´sti. V
prvnı´ cˇa´sti nacˇtu 9 bodu˚ potrˇebny´ch pro vy´pocˇet hranovy´ch a diagona´lnı´ho prˇı´znaku. Po
tom co tyto prˇı´znaky vypocˇı´ta´m, tak do 8mi registru˚ nacˇtu hodnoty 8mi bodu˚ potrˇebny´ch
pro vy´pocˇet cˇa´rovy´ch prˇı´znaku˚.
5.3.3 Hardwarova´ akcelerace pomocı´ NEON assembleru
Jde o prˇepis algoritmu z kapitoly 5.3.2 z NEON C++ instrukcı´ na assembler instrukce
s pa´r zmeˇnami. Protozˇe vy´pocˇet ma´m rozdeˇleny´ na 2 cˇa´sti, tak si hodnotu invertovane´
smeˇrodatne´ odchylky nacˇtu v kazˇde´ cˇa´sti a hodnotu celkove´ sumy prˇı´znaku si taky
pocˇı´ta´m v kazˇde´ cˇa´sti. Ostatnı´ funkcˇnost a vy´pocˇty zu˚sta´vajı´ totozˇne´.
Znovu jsem narazil na bug kompila´toru [60]. V tomto prˇı´padeˇ se mi podarˇilo zjistit,
zˇe asm akceptuje maxima´lneˇ 13 vstupu˚/vy´stupu˚. Ale pro spra´vny´ vy´pocˇet potrˇebuji 14
vstupu˚/vy´stupu˚. Mensˇı´ u´pravou vy´pocˇtu se mi povedlo snı´zˇit potrˇebny´ pocˇet vstupu˚
o jeden, takzˇe mi zacˇalo stacˇit 13 vstupu˚. Na´sledneˇ jsem zjistil to, zˇe budu potrˇebovat
vy´stup navı´c a to pro ulozˇenı´ hodnoty pro cely´ prˇı´znak, aby se dal znovu nacˇı´st v druhe´m
vy´pocˇtu. Jako rˇesˇenı´ jsem se rozhodl, zˇe vy´sledek si ulozˇı´m do jednoho ze vstupu˚.
5.3.4 Srovna´nı´ vy´sledku˚
Na testovacı´m zarˇı´zenı´ Nexus 7 jsem pro implementovane´ algoritmy nameˇrˇil cˇasy uve-
dene´ v tabulce 6. Meˇrˇenı´ jsem prova´deˇl pro podokna a jako vzˇdy jsem ignoroval prvnı´ch
100 podoken a meˇrˇil jsem cˇas pro dalsˇı´ch 500 podoken.
C++ NEON C++ NEON assembler
Celkem [ms] 14633 13564 14300
Pru˚meˇr [ms] 29,266 27,128 28,6
Zrychlenı´ [%] 0 7,31 2,28
Tabulka 6: Porovna´nı´ cˇasu˚ pro zpracova´nı´ 500 snı´mku˚ pomocı´ NEON assembler instrukcı´
U dosazˇeny´ch vy´sledku˚ lze videˇt, zˇe v tomto prˇı´padeˇ je vy´pocˇet pomocı´ NEON
assembler instrukcı´ pomalejsˇı´, nezˇ vy´pocˇet pomocı´ NEONC++ instrukcı´. Je to zpu˚sobeno
tı´m, zˇe vy´pocˇet ma´me rozdeˇleny´ na 2 cˇa´sti a tak dojde k prˇesunu informacı´ do cˇipu pro
vy´pocˇet NEON instrukcı´, k na´vratu z neˇho a znovu k prˇesunu dat oproti verzi napsane´
pomocı´ NEON C++ instrukcı´, kdy dojde jenom k prˇesunu cˇa´sti dat a pokracˇova´nı´ ve
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vy´pocˇtu. I toto zpozˇdeˇnı´ na´m ovlivnı´ vy´slede tak, zˇe verze hardwaroveˇ akcelerovana´
pomocı´ NEON C++ instrukcı´ je nejrychlejsˇı´ zpu˚sob vy´pocˇtu Haarovy´ch prˇı´znaku˚.
Obra´zek 30: Graf pru˚meˇrny´ch cˇasu˚ pro vy´pocˇet Haarovy´ch prˇı´znaku˚ pro jedno podokno
Funkcˇnost jsem oveˇrˇil tak, zˇe na obraze porovna´m vypocˇı´tane´ hodnoty prˇı´znaku pro
vsˇechny algoritmy. Tı´mto zpu˚sobem jsem si oveˇrˇil, zˇe vsˇemi algoritmy dostanu stejne´
vy´sledky azˇ obcˇasne´ vy´jimky. Obcˇas dojde k rozdı´lu hodnoty, kdy pro hardwaroveˇ akce-
lerovane´ algoritmy zı´ska´m stejny´ vy´sledek, ale pro algoritmus napsany´ v C++ zı´ska´me
vy´sledek, ktery´ se lisˇı´ o desetinu procenta hodnoty. Tento rozdı´l mu˚zˇe by´t zpu˚sobeny´
rozdı´lny´m pouzˇitı´m datovy´ch typu˚, kdy pro hardwaroveˇ akcelerovane´ algoritmy musı´m
pouzˇı´vat datovy´ typ s plovoucı´ desetinnou cˇa´rkou, zatı´mco pro algoritmus napsany´ cˇisteˇ
v C++ pouzˇı´va´m pro cˇa´st vy´pocˇtu celocˇı´selny´ datovy´ typ a azˇ na´sledneˇ datovy´ typ s
plovoucı´ desetinnou cˇa´rkou.
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6 Za´veˇr
Pra´ce se zaby´vala hardwarovou akceleracı´ vybrany´ch algoritmu˚. Cı´lem pra´ce bylo sezna´-
mit se s algoritmy pro hledanı´ vzoru˚ pomocı´ hrube´ sı´ly, Loka´lnı´ bina´rnı´ vzory, Haarovy
prˇı´znaky a na´sledneˇ vytvorˇit hardwaroveˇ akcelerovane´ varianty teˇchto algoritmu˚. Tyto
hardwaroveˇ akcelerovane´ algoritmy meˇly by´t funkcˇnı´ na mobilnı´ platformeˇ Nvidia.
Z toho du˚vodu jsem jako nejlepsˇı´ mozˇnost pro hardwarovou akceleraci vybral tech-
nologii Advanced SIMD extension - NEON. NEON je rozsˇı´rˇenı´ instrukcˇnı´ sady ARMv7
procesoru˚ umozˇnˇujı´cı´ SIMD vy´pocˇty na mobilnı´ch zarˇı´zenı´ch. Instrukce NEONmu˚zˇeme
psa´t bud’ jako C++ funkce, nebo jako assembler instrukce. V te´to pra´ci jsem vyzkousˇel
oba zpu˚soby a porovna´val jsem tak rychlost algoritmu napsane´ho v C++, algoritmem
hardwaroveˇ akcelerovane´ho pomocı´ NEON C++ instrukcı´ a algoritmem hardwaroveˇ
akcelerovane´ho pomocı´ NEON assembleru.
Z vy´sledku˚ meˇrˇenı´ jsem odvodil, zˇe pouzˇitı´ NEON assembleru doka´zˇe urychlit jizˇ
hardwaroveˇ akcelerovany´ algoritmus pomocı´ NEONC++ instrukcı´. Toho jsem docı´lil u 2
z 3 pokusu˚. U trˇetı´ho pokusu nedosˇlo ke zlepsˇenı´ u NEON assembler instrukcı´ z du˚vodu
omezenı´ oproti pouzˇitı´ NEON C++ instrukcı´.
U 2 z 3 pokusu˚ jsem taky doka´zal, zˇe hardwaroveˇ akcelerovany´ algoritmus je rychlejsˇı´,
nezˇ verze napsana´ v C++. U trˇetı´ho algoritmu, kde ke zrychlenı´ nedosˇlo, jsem si oveˇrˇili,
zˇe SIMD vy´pocˇty nejsou vhodne´ pro algoritmy, kde aktua´lneˇ pocˇı´tana´ hodnota i z cˇa´sti
za´visı´ na hodnoteˇ prˇedchozı´.
Pro hardwaroveˇ akcelerovane´ algoritmy jsem vytvorˇil vı´ce verzı´, abych prˇedvedl
rychlostnı´ rozdı´ly u datovy´ch typu˚ nebo rozdı´ly mezi NEON registry.
52
7 Reference
[1] Konstantinos G. Derpanis [online]. [cit. 2014-4-26]. Integral Image-based Re-
presentations paper. Dostupne´ z WWW: <http://herkules.oulu.fi/
isbn9514270762/isbn9514270762.pdf>
[2] R. Brunelli [2009]. Template Matching Techniques in Computer Vision: Theory and
Practice, Wiley.
[3] T. Ojala, M. Pietika¨inen, and D. Harwood [1994]. Performance evaluation of texture
measures with classification based on Kullback discrimination of distributions, Pro-
ceedings of the 12th IAPR International Conference on Pattern Recognition (ICPR
1994), vol. 1.
[4] T. Ojala, M. Pietika¨inen, and D. Harwood [1996]. A Comparative Study of Texture
Measures with Classification Based on Feature Distributions, Pattern Recognition.
[5] Ma¨enpa¨a¨, T [online]. [cit. 2014-4-26]. The Local binary pattern approach to texture
analysis: extensions and applications. Dostupne´ z WWW: <http://herkules.
oulu.fi/isbn9514270762/isbn9514270762.pdf>
[6] T. Ojala, M. Pietika¨inen, M.; Ma¨enpa¨a¨, T [1996]. Multiresolution Gray-Scale and Ro-
tation Invariant Texture Classification with Local Binary Patterns, 2002. IEEE Trans.
Pattern Anal. Mach. Intell. 24(7): strany 971-987
[7] Viola and Jones [2001]. Rapid object detection using a boosted cascade of
simple features, Computer Vision and Pattern Recognition, 2001 Dostupne´
z WWW: <http://citeseerx.ist.psu.edu/viewdoc/download?doi=10.
1.1.10.6807&rep=rep1&type=pdf>
[8] Gero´nimo David [online]. [cit. 2014-4-26]. Haar-likeFeatures and Integral ImageRe-
presentation. Barcelona : Universitat Autonoma de Barcelona, 2009. 46 s. Vy´ukova´
prezentace. Universitat Autonoma de Barcelona. Dostupne´ z WWW: <www.cvc.
uab.es/adas>
[9] NVIDIA NVIDIA Rolls out ”Tegra”Processors [online]. [cit. 2008-06-02]. Dostupne´
z WWW: <http://www.techtree.com/India/News/Nvidia_Rolls_out_
Tegra_Processors/551-89833-581.html>
[10] Nvidia Tegra2 Benefits of Multi core CPUs in Mobile Devices [online]. [cit. 2008-06-
02]. Dostupne´ z WWW: <http://www.nvidia.com/content/PDF/tegra_
white_papers/Benefits-of-Multi-core-CPUs-in-Mobile-Devices_
Ver1.2.pdf>
[11] Peter Clarke, EE Times [online]. [cit. 2014-4-26] Audi selects Tegra processor
for infotainment, dashboard. Dostupne´ z WWW: <http://www.eetimes.com/
document.asp?doc_id=1260984>
53
[12] Nvidia Tegra 4 [online]. [cit. 2014-4-26]. Dostupne´ zWWW:<http://www.nvidia.
com/object/tegra-4-processor.html>
[13] Nvidia Tegra 4 NVIDIA Tegra 4 Family GPU Architecture [online]. [cit. 2014-4-26].
Dostupne´ z WWW: <http://www.nvidia.com/docs/IO//116757/Tegra_
4_GPU_Whitepaper_FINALv2.pdf>
[14] NVIDIA R⃝ Tegra R⃝ mobile processors - Tegra 2 [online]. [cit. 2008-06-02]. Dostupne´ z
WWW: <http://www.nvidia.com/object/tegra-superchip.html>
[15] Nvidia Tegra 3 [online]. [cit. 2014-4-26]. Variable SMP – A Multi-Core
CPU Architecture for Low Power and High Performance. Dostupne´ z
WWW: <http://www.nvidia.com/content/PDF/tegra_white_papers/
tegra-whitepaper-0911b.pdf>
[16] NVIDIA R⃝ Tegra R⃝ mobile processors - Tegra 3 [online]. [cit. 2014-4-26]. Dostupne´ z
WWW: <http://www.nvidia.com/object/tegra-3-processor.html>
[17] Nvidia Tegra K1 [online]. [cit. 2014-4-26]. Dostupne´ z WWW: <http://www.
nvidia.com/object/tegra-k1-processor.html>
[18] Nvidia Tegra K1 [online]. A New Era in Mobile Computing [cit. 2014-4-26]. Do-
stupne´ zWWW:<http://www.nvidia.co.uk/content/PDF/tegra_white_
papers/tegra-K1-whitepaper.pdf>
[19] ARM aims son of Thumb at uCs, ASSPs, SoCs [online]. [cit. 2014-4-26]. Dostupne´ z
WWW: <http://archive.today/1Lao>
[20] RM1156T2F-S architecture with Thumb-2 core technology [online]. [cit. 2014-4-26]. Do-
stupne´ z WWW: <http://infocenter.arm.com/help/index.jsp?topic=
/com.arm.doc.ddi0290g/I1005458.html>
[21] ARM Processor Architecture [online]. [cit. 2014-4-26] Dostupne´
z WWW: <http://www.arm.com/products/processors/
instruction-set-architectures/index.php>
[22] VFP directives and vector notation [online]. [cit. 2014-4-26]. Dostupne´ z WWW:
<http://infocenter.arm.com/help/index.jsp?topic=/com.arm.doc.
dui0204j/Chdehgeh.html>
[23] Floating Point [online]. [cit. 2014-4-26]. Dostupne´ z WWW: <http://www.arm.
com/products/processors/technologies/vector-floating-point.
php>
[24] Differences between ARM Cortex-A8 and Cortex-A9 [online]. [cit. 2014-4-26]. Do-
stupne´ z WWW: <http://www.shervinemami.info/armAssembly.html#
cortex-a9>
54
[25] Cortex-R4 Processor [online]. [cit. 2014-4-26]. Dostupne´ z WWW: <http://www.
arm.com/products/processors/cortex-r/cortex-r4.php>
[26] About the Cortex-A9 NEON MPE [online]. [cit. 2014-4-26]. Dostupne´ z WWW:
<http://infocenter.arm.com/help/index.jsp?topic=/com.arm.doc.
ddi0409f/Chdceejc.html>
[27] Vector data types [online]. [cit. 2014-4-26]. Dostupne´ z WWW: <http:
//infocenter.arm.com/help/index.jsp?topic=/com.arm.doc.
dui0491c/BABDEAGJ.html>
[28] Intrinsics [online]. [cit. 2014-4-26]. Dostupne´ z WWW: <http://infocenter.
arm.com/help/index.jsp?topic=/com.arm.doc.dui0491c/BABDEAGJ.
html>
[29] Loads of a single vector or lane [online]. [cit. 2014-4-26]. Dostupne´ z WWW:
<http://infocenter.arm.com/help/topic/com.arm.doc.dui0491c/
BABDCGGF.html>
[30] Store a single vector or lane [online]. [cit. 2014-4-26]. Dostupne´ z WWW:
<http://infocenter.arm.com/help/topic/com.arm.doc.dui0491c/
BEHHCHAE.html>
[31] Addition [online]. [cit. 2014-4-26].Dostupne´ zWWW:<http://infocenter.arm.
com/help/topic/com.arm.doc.dui0491c/BABDFJCI.html>
[32] Subtraction [online]. [cit. 2014-4-26]. Dostupne´ z WWW: <http://infocenter.
arm.com/help/topic/com.arm.doc.dui0491c/BABIBDGG.html>
[33] Subtraction [online]. [cit. 2014-4-26]. Dostupne´ z WWW: <http://infocenter.
arm.com/help/topic/com.arm.doc.dui0491c/BABEDJFB.html>
[34] Multiplication [online]. [cit. 2014-4-26]. Dostupne´ zWWW:<http://infocenter.
arm.com/help/topic/com.arm.doc.dui0491c/BABDEAGJ.html>
[35] Shifts by a constant [online]. [cit. 2014-4-26]. Dostupne´ z WWW: <http://
infocenter.arm.com/help/topic/com.arm.doc.dui0491c/BABIBBJG.
html>
[36] Shifts by signed variable [online]. [cit. 2014-4-26]. Dostupne´ z WWW:
<http://infocenter.arm.com/help/topic/com.arm.doc.dui0491c/
BABDFGBJ.html>
[37] Comparison [online]. [cit. 2014-4-26]. Dostupne´ z WWW: <http://infocenter.
arm.com/help/topic/com.arm.doc.dui0491c/BABGDDDH.html>
[38] Android source [online]. 2009 [cit. 2014-3-21]. About Android Dostupne´ z WWW:
<http://source.android.com/about/index.html>.
55
[39] Android developer [online]. 2009 [cit. 2014-3-21]. Publishing on Android market. Do-
stupne´ z WWW: <http://developer.android.com/guide/publishing/
publishing.html>
[40] ELGIN B. Business Week [online]. August 2005 [cit. 2014-3-20]. Google Buys Android
for Its Mobile Arsenal. Dostupne´ z WWW: <http://www.businessweek.com/
technology/content/aug2005/tc20050817_0949_tc024.htm>
[41] Android developer [online]. 2009 [cit. 2014-3-21]. What is Android. Dostupne´ zWWW:
<http://developer.android.com/guide/basics/what-is-android.
html>
[42] Open Headset Aliance [online]. 2009 [cit. 2014-3-21]. Dostupne´ z WWW: <http:
//www.openhandsetalliance.com/>
[43] Open Headset Aliance [online]. November 2007 [cit. 2014-3-20]. Industry Leaders An-
nounce Open Platform for Mobile Devices. Dostupne´ z WWW: <http://www.
openhandsetalliance.com/press_110507.html>
[44] Open Headset Aliance [online]. November 2007 [cit. 2014-3-20]. Open Hand-
set Alliance Releases Android SDK. Dostupne´ z WWW: <http://www.
openhandsetalliance.com/press_111207.html>
[45] MORRIL, Android-developers Blogspot [online]. September 2008 [cit.
2014-4-21]. Announcing the Android 1.0 SDK, release 1. Dostupne´ z
WWW: <http://android-developers.blogspot.com/2008/09/
announcing-android-10-sdk-release-1.html>
[46] Android developer [online]. [cit. 2014-4-21]. Application Fundamentals. Do-
stupne´ z WWW: <http://developer.android.com/guide/topics/
fundamentals.html>
[47] Android developer [online]. [cit. 2014-4-21]. Manifest XML. Dostupne´ z
WWW: <http://developer.android.com/guide/topics/manifest/
manifest-intro.html>
[48] Android developer [online]. [cit. 2014-4-21]. Security. Dostupne´ z WWW: <http:
//developer.android.com/guide/topics/security/security.html>
[49] Android developer [online]. [cit. 2014-4-21]. Profiling with Traceview and dm-
tracedump. Dostupne´ z WWW: <http://developer.android.com/guide/
developing/debugging/debugging-tracing.html>
[50] Android developer [online]. [cit. 2014-4-21]. Graphics. Dostupne´ z WWW: <http:
//developer.android.com/guide/topics/graphics/index.html>
[51] Android developer, NDK [online]. [cit. 2014-4-26]. Dostupne´ z WWW: <http:
//developer.android.com/sdk/ndk/index.html>
56
[52] Mind the robot, NDK setup step by step [online]. [cit. 2014-4-26].
Dostupne´ z WWW: <http://mindtherobot.com/blog/452/
android-beginners-ndk-setup-step-by-step/>
[53] OpenCV [online]. [cit. 2014-4-26]. About OpenCV. Dostupne´ z WWW: <http://
opencv.org/about.html>
[54] OpenCV [online]. [cit. 2014-4-26]. Cuda GPU port. Dostupne´ z WWW: <http://
opencv.org/platforms/cuda.html>
[55] OpenCV [online]. [cit. 2014-4-26]. OpenCL Announcement. Dostupne´ z WWW:
<http://opencv.org/opencv-v2-4-3rc-is-under-way.html>
[56] OpenCV [online]. [cit. 2014-4-26]. OpenCL-accelerated Computer Vision API Re-
ference. Dostupne´ z WWW: <http://docs.opencv.org/modules/ocl/doc/
ocl.html>
[57] AndroidDevelopers [online]. [cit. 2014-4-26]. AndroidNDK&ARMNEON instruction
set extension support. Dostupne´ z WWW: <http://www.kandroid.org/ndk/
docs/CPU-ARM-NEON.html>
[58] Assembler [online]. [cit. 2014-4-26]. Introducing NEON Development Ar-
ticle. Dostupne´ z WWW: <http://www.ibiblio.org/gferg/ldp/
GCC-Inline-Assembly-HOWTO.html>
[59] Assembler [online]. [cit. 2014-4-26]. Introducing NEON Development Article. Do-
stupne´ z WWW: <http://infocenter.arm.com/help/index.jsp?topic=
/com.arm.doc.dht0002a/CACGDCAH.html>
[60] Bug 13850 [online]. [cit. 2014-4-26]. Can’t find a register in class ’GENERAL REGS’
while reloading ’asm’. Dostupne´ z WWW: <http://gcc.gnu.org/bugzilla/
show_bug.cgi?id=13850>
57
A Grafy
Obra´zek 31: Graf pru˚meˇrny´ch cˇasu˚ pro vy´pocˇet Integra´lnı´ho obrazu
Obra´zek 32:Graf celkovy´ch cˇasu˚ pro vy´pocˇet Integra´lnı´ obrazupro 500 vy´pocˇtu˚ algoritmu
58
Obra´zek 33: Graf pru˚meˇrny´ch cˇasu˚ pro vy´pocˇet LBP
Obra´zek 34: Graf celkovy´ch cˇasu˚ pro vy´pocˇet LBP pro 500 vy´pocˇtu˚ algoritmu
59
Obra´zek 35: Graf pru˚meˇrny´ch cˇasu˚ pro vy´pocˇet Haarovy´ch prˇı´znaku˚ pro jedno podokno
Obra´zek 36: Graf celkovy´ch cˇasu˚ pro vy´pocˇet Haarovy´ch prˇı´znaku˚ pro 500 podoken
