The executions of operating system services based on smart cards allow one to personalize some functionalities of the operating system by using the secret information stored in a smart card and the basic computations that a smart card can perform. However, current solutions for integrating smart card features in operating system services require at least a partial execution of the operating system functionalities at "user level". Such executions decrease the security and the performance of the system as they are less robust compared to the kernel-level ones.
Introduction
Cryptographic protocols allow the execution of many real world economic transactions (e.g., auctions, voting) in the digital world. Nevertheless, an important role in the digital world is played by the hardware and software architectures that run cryptographic protocols. Among the different hardware and software components, a central role is played by smart cards.
Smart card is one of the most interesting technologies that have been proposed in the past and are nowadays crucially used in many digital transactions (e.g., inside satellite decoders, ATM machines). Originally, development of cardaware applications was a non-trivial task since there was a lack of high-level card programming languages, standard devices and development tools. Currently, several smart-card manufacturers have joined into consortia in order to define common standards for each aspect of the interaction with smart cards (e.g., physical and electrical specification for cards and readers, specifications of the provided services, communication protocols among cards, readers and host computers, data representation). Moreover, many high-level tools that satisfy many requirements of software designers and developers have been recently introduced. Such tools are application-oriented, that is, their use is reasonable for user-level applications but it is not practical for kernel-level executions.
We focus on the use of smart cards in operating system services. Here, the smart card allows one to personalize some functionalities of the operating system. Indeed, a smart card is a tamper-resistant miniature computer that performs some basic computations on input a secret information.
However, current solutions for supporting smart card features in operating system services require at least a partial execution of the operating system functionalities at "user level". Unfortunately the execution of system functionalities at user level decreases the security of the system as user-level executions are less robust compared to the kernel-level ones. Indeed, attacks to the kernel are generally harder compared to attacks to user level applications since kernel code is specifically protected to avoid tracking and replacing attacks. Furthermore, kernel-level applications offer a better performance since they are in general not affected by context switches or frequent copies of large memory buffers among user and kernel space. Erez Zadok, in [28, 17] gives accurate and strong motivations in flavor of kernel-level implementations of system-relevant applications.
In this paper we present the design and implementation of SmartK, a kernel module that integrates directly in the Linux kernel the support of smart cards. The use of SmartK allows one to securely personalize an operating system service still maintaining the execution at kernel level. More generally, SmartK is a compact and easy-to-use tool for software development of kernel applications (e.g., device drivers, filesystems, kernel modules). Our design of SmartK focuses on modularity, therefore it is possible to plug in (transparently to the applications) different modules that allow the applications to work with different cards and different readers connected to different ports. Moreover, the size of SmartK is very tiny and does not significantly affects the performance of the kernel.
We stress that the aim of SmartK is not necessarily to replace the existing smart-card frameworks. Indeed, some of them are quite suitable for many user applications. Instead, the use of SmartK is crucial when card-based services must be supported by the kernel itself. In such cases, SmartK outperforms the existing available tools. We stress also that a kernel module that runs a large high-level framework has a large (and negative) impact on the performance of the system.
Background
Specifications. Informally, a smart card is a plastic card (with the same size of a credit card) with either a magnetic strip or a micro chip. The physical properties of a smart card (e.g., the size, the position of contacts, their number), the electrical specifications (e.g., power, signals) and the communication protocols have been standardized, in order to allow cards, readers and applications (off-card applications) produced by different factories to be used together. The standard ISO-7816[9] provides a definition of these characteristics for a smart card. The card and the reader communicate by means of a master/slave half-duplex protocol. Once the card is inserted in the slot, the reader powers on it and sends to it the reset signal. The card sends back an important message called Answer To Reset (ATR). The ATR message contains all information needed to establish the connection between card and reader. The ISO-7816/3 document defines the format of the ATR message and two communication protocol: T = 0 and T = 1.
