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Práce se zabývá vybranými metodami tvorby stínů v počítačové grafi ce. Rozebere v krátkosti stínové 
mapy a stínová tělesa. Jejich výhody a nevýhody. Hlouběji se pak zabývá pouze metodou stínových 
těles a jejich implementací pomocí knihovny Open Scene Graph. Pojedná o metodách z-pass a z-fail 
a možných optimalizacích. Dále obsahuje měření snímků za sekundu i porovnání vykreslovaných 
pixelů původní scény a stínových těles na různých scénách.
Abstract
Th is work concerns itself with choosen methods of shadows in computer graphics. In short it discuses 
both shadow maps and shadow volumes, with their advantages and disadvantages. Th en it employs 
itself on shadow volumes and their implementation utilizing Open Scene Graph toolkit. It deals with 
z-pass and z-fail methods and some possible optimizations. Moreover, it contains measuring of FPS 
and comparison of fi ll consumption of the scene and shadow volumes on various scenes.
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Stíny patří mezi nejdůležitější z grafi ckých detailů. Jsou totiž podstatnou součástí informace o topolo-
gii shlížené scény. Člověk je tak schopen lépe odhadnout polohu objektu podle toho, kde a kolik vidí 
z vrženého stínu. Například je schopen poznat, zdali objekt leží na podložce nebo zda se nad ní vznáší. 
Zároveň zvyšují míru fotorealističnosti scény.
Stíny jsou všude, kde jsou zdroje světla a neprůhledné objekty. Člověk je na ně zvyklý. Stíny závisí 
na geometrii objektu, který stín vrhá, geometrii světelného zdroje, a také na vlastnostech objektu na které 
stín dopadá. Potřebujeme tedy tři skupiny objektů, k tomu abychom mohli stíny zobrazit. První skupinou 
jsou světelné zdroje nebo zkráceně světla. Dále se předpokládá pouze všesměrový bodový zdroj, nicméně 
velmi jednoduchými úpravami jsou dále prezentované algoritmy převeditelné i na další druhy světelných 
zdrojů, například na směrový zdroj. Druhou skupinou jsou objekty které vrhají stín, a ze kterých se počítají 
stínová tělesa nebo mapy. Zkráceně budou nazývány stínidla. Poslední skupinou jsou objekty, na které 
stín dopadá, tedy ty jejichž barevné vlastnosti se snažíme upravit. Nazveme je stínítka. Ve většině přípa-
dů pak jednotlivé geometrické objekty scény patří do obou posledních skupin zároveň. Jelikož to však 
nemusí být pravidlem a výpočet osvětlení se stíny probíhá ve více fázích, je dobré si tělesa takto rozdělit.
K zobrazení scény a výpočtu osvětlení se používají tři hlavní přístupy: scéna globálně, zobraze-
ní po pixelech, zobrazení po objektech. Třída globálních metod umožňuje sama o sobě zobrazit i tzv. 
měkké stíny. Měkké stíny jsou v přírodě běžné. Těžko narazíme na stíny ostré. Globální metody jsou 
však velice náročné na výkon, a proto se v real-time počítačové grafi ce nepoužívají. Stejně tak per pixel 
metody jako je raytracing. Ty umí alespoň ostré stíny, ale stále jsou příliš pomalé. Renderovací metody 
založené na objektech jsou zase sice rychlé, ale bez úprav stíny neumí vůbec. Dvě nejpoužívanější me-
tody, které suplují tento nedostatek jsou Shadow Mapping a Shadow Volumes. Obě jsou pomocí více či 
méně složitějších úprav schopny zobrazit jak tvrdé, tak měkké stíny. Cenou je ovšem nárůst výpočetní 
náročnosti. Přesto jsou tyto metody úspěšně používány např. v počítačových hrách, kde je vysoký nárok 
na plynulost real-time zobrazení.
Obě metody budou v krátkosti představeny v následující kapitole. Práce je však zaměřena jen 
na metodu stínových těles a její zobrazování v reálném čase. Nicméně požadavky na míru plynulosti 
nejsou tak vysoké jako u například akčních her, kde se počítají každé desítky milisekund. Cílený segment 
jsou prohlížeče modelů domů či pozemních komunikací apod.
Implementace je určena pro open source knihovnu Open Scene Graph (OSG). V současné době 
je zde implementováno několik variant stínových map. Implementace stínových těles je však nedokon-
čená a nefunguje korektně ani na velmi jednoduchých scénách. Jedná se spíše o návrh rozhraní. Úkolem 
této práce je toto napravit, aby bylo možno metodu v rámci knihovny použít. Část implementace tedy 
bude vystavěna nad již existujícími částmi kódu, ale je jejich zevrubnou úpravou. Výsledek je, z hlediska 
uživatele, transparentně použitelný a kompatibilní s předchozí, nefunkční verzí.
72  Metody tvorby stínů
V této kapitole nahlédneme na dvě nejčastěji používané metody tvorby stínů pro real-time zobrazení. 
U Shadow Mappingu zde bude jenom krátké seznámení. Sekce o Shadow Volumes pak bude o něco 
podrobnější.
2.1  Shadow Maps
Technika stínových map vidí stín jako geometrii tělesa promítnutou na povrch jiného tělesa z pohledu 
světelného zdroje. Stín je zde rovinného charakteru – svým způsobem jej lze vnímat jako texturu, která 
je zvláštním způsobem nanášena na povrch zastíněných těles. Toto je zcela zásadní rozdíl oproti metodě 
stínových těles, kde je stín reprezentován objemem, tedy částí prostoru scény. Jako první tuto metodu 
představil Lance Williams v roce 1978. Základní myšlenka prezentovaná v jeho práci je tato:
1. Pohled do scény je zkonstruován z pohledu světelného zdroje. Je potřeba spočítat a uchovat Z-hod-
noty.
2. Samotný pohled do scény je následně zkonstruován z pohledu pozorovatele. Existuje lineární 
transformace, která zobrazuje x,y,z z pozorovatelova pohledu na x,y,z coordináty z pohledu 
světelného zdroje. Každý bod spočtený z pozorovatelova pohledu je transformován do pohledu 
světla a otestován na viditelnost před vykreslením. Pokud bod není z pohledu světla viditelný, je 
zastíněný, a podle toho vykreslen. [1]
Obrázek 1: Shadow Mapping. Porovnání hloubky z hloubkové mapy s transformovanou hloubkou 
z pozorovatelova pohledu.
Pokud hovoříme o stínové mapě, jedná se o paměť hloubky (z-buff er) zkonstruovanou právě z pohledu 
světelného zdroje, pro který počítáme stín. Výše prezentovaná je nejzákladnější metoda, která produkuje 
tvrdý stín. Rozlišení stínu navíc záleží na rozlišení hloubkové mapy v kombinaci se vzdáleností světla 
od objektů. Tento fakt se většinou projeví jako „zubaté“ okraje stínů (viz obrázek 2).
Dalšími technikami se tomuto jevu snažíme zabránit. Jednou z nich je PCF (Percentage Closer 
Filtering). Metoda provede v pixelu stínové mapy množství porovnání s okolím a udělá jejich průměr 
[2]. Dále je možno výsledek upravit ještě třeba bilineární fi ltrací.
Další metoda, jak zvýšit rozlišení, je transformovat scénu do post-perspektivního prostoru. A teprve 
poté provést standardní Shadow Mapping vyrenderováním pohledu z transformovaného zdroje světla 
na jednotkovou krychli. Metoda se jmenuje Perspective Shadow Maps (PSM) [3]. Tato technika je ale 
dosti náročná a má mnohé další zápory, kvůli nimž se téměř nepoužívá.
8Obrázek 2: Snímek obrazovky ze hry League of Legends demonstruje zubaté hrany stínů. 
Naopak velmi používanou metodou jsou Cascaded shadow maps (CSM) [4]. Tato metoda rozdělí 
pohled na několik částí (slices) dle vzdálenosti od kamery. S rostoucí vzdáleností pak klesá rozlišení 
hloubkové mapy. Zde se dá s výhodou využít mipmapingu a jeho hardwarové akcelerace.
Obrázek 3: Perspective Shadow Maps. Dva obrázky nahoře metodou klasických SM. 
Dole metoda PSM [3]. 
Druhů stínových map je velké množství, dokonce jsou techniky, jak generovat měkké stíny lépe než 
rozmazáním, jako je tomu v PCF. Přesto však nejsou stínové mapy přesnou reprezentací stínu a vždy se 
najde nějaká kombinace pozice kamery a světla, kde se omezené rozlišení projeví. Dalším problémem 
jsou všesměrová světla, která se musí řešit pomocí Cube Mappingu nebo mapováním na tzv. dual para-
boloid [5], čímž ušetříme několik renderovacích průchodů. Stínové mapy jsou však vizuálně přijatelné. 
Díky vysokému výkonu se používají ve většině her a real-time aplikací, kde je plynulost prioritou.
9Obrázek 4: Cascaded Shadow Maps. (převzato z msdn.microsoft .com) 
2.2  Shadow Volumes
Shadow Volumes (stínová tělesa) je, stejně jako Shadow Mapping, víceprůchodová technika. Přišel s ní 
v roce 1977 Franklin C. Crow [6]. Je tedy o rok starší než stínové mapy. Více robustní verzi, která na-
příklad zahrnuje i tělesa, která nejsou tzv. 2-manifold, popsal v roce 1986 Philippe Bergeron [7]. Tato 
metoda skutečně zkonstruuje geometrii stínu jako součást scény. Stín je tedy reprezentován jako troj-
rozměrné těleso.
Metoda stínových těles se nejčastěji rozděluje na dvě další podmetody, které se liší v přístupu 
k testu paměti hloubky (depth-test/z-test). Tento rozdíl pak ovlivňuje i konstrukci samotných stínových 
těles. Rozdíly obou přístupů, stejně jako podrobnosti metody jako takové, rozebereme v následujících 
podkapitolách.
Velkou nevýhodou oproti stínovým mapám je neschopnost pracovat s průhledností textur. Vy-
plývá to z principu jakým metoda pracuje. Například pokud chceme zobrazit drátěný plot a jeho stín, 
sáhneme většinou, z důvodu šetření výkonu i práce na modelu, k rovinném útvaru. Na ten naneseme 
texturu plotu, která používá alfa kanál k průhlednosti, aby bylo skrz plot normálně vidět. Stínové mapy 
nemají problém, neboť se alfatestem odfi ltrují průhledné pixely a do hloubkové mapy se zapíší jen ty, 
které reprezentují drát. Stínová tělesa se ale počítají z geometrie (viz níže), a tak stín vrhne celý polygon 
bez ohledu na nanesenou texturu. Také použití displacement mappingu může způsobit problém.
Obrázek 5: Příklad konstrukce stěny stínového tělesa. 
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2.2.1  Z-Pass
Pro každé stínidlo (angl. occluder) můžeme zkonstruovat geometrii reprezentující objem stínu vzhle-
dem k danému světlu. Vezměme v potaz, že primitiva scény jsou obecně polygony, v drtivé většině pak 
trojúhelníky. Pak ke každé hraně polygonu stínidla sestrojíme čtyřúhelník tak, že ke dvěma bodů úsečky 
dopočítáme zbylé dva body promítnutím každého z nich do nekonečna, směrem od daného světelného 
zdroje. Pro každý polygon tak vlastně sestrojíme plášť komolého jehlanu, kde je polygon jeho užší pod-
stavou (viz obrázek 6).
Rozhodování, zda je bod ve stínu nebo mimo něj, si můžeme představit jako trasování paprsků 
vržených od pozorovatele do scény. Pro každý paprsek mějme pomyslné počítadlo, kdy za každý průchod 
stěnou dovnitř stínového tělesa pomyslně přičteme jedničku a za každý průchod ven jedničku odečte-
me. Pokud je na konci cesty paprsku výsledkem nula, vnímá pozorovatel bod jako osvětlený, jinak jako 
zastíněný.
Obrázek 6: Určení zastíněné části scény. Čísla se znaménkem určují změnu hodnoty ve stencil buff eru. 
Čísla bez znaménka pak znamenají výslednou hodnotu.
Díky hardwarové podpoře stencil buff eru však raytracing nepotřebujeme. Pro jednoduchost dále před-
pokládejme pouze jedno bodové světlo. Před vykreslením scény musíme zkonstruovat stínová tělesa 
(pláště komolých jehlanů polygonů vlastní scény). Projdeme tedy scénu polygon po  polygonu. Pro 
každý vrchol polygonu spočteme vektor od světla k danému bodu jako novývektor=původníbod - světlobod 1. 
Následně vypočteme pozici nového bodu na polopřímce tvořenou vektorem. Nový bod je ale většinou 
umisťován přímo do nekonečna, tedy žádné další výpočty nejsou potřebné a vektor sám reprezentuje 
bod v nekonečnu. Tuto vlastnost má díky homogenním souřadnicím, kde vertex se souřadnicí w = 0 je 
zobrazen do nekonečna, a je také někdy označován jako vektor. Původní a nový bod tvoří hranu pláště, 
který pak jednoduše potáhneme trojúhelníky. Tato tělesa ale nepokládáme za součást scény, kdykoliv 
bude zmíněno vykreslování scény, je myšlena původní bez stínových těles.
Vlastní vykreslení pak probíhá následovně. Nejdříve vykreslíme scénu pouze s ambientním osvět-
lením. Tedy tak, jako by byla zastíněná celá scéna. Poté vykreslíme přední stěny stínových těles z pohledu 
pozorovatele. K tomuto se používá rozlišení polygonů na ty, kde jsou body zadané po směru a proti směru 
hodinových ručiček, tedy jestli je normála polygonu směrem k pozorovateli nebo od pozorovatele. Z toho 
vyplývá, že stěny stínových těles musí mít shodnou orientaci, například normálou ven z tělesa. V opačném 
případě vzniknou různé vizuální artefakty. Zápis ovšem probíhá pouze do stencil buff eru. Využijeme 
hodnot z depth buff eru z předchozího, tzv. ambietního průchodu, a pokud pixel stínového tělesa nyní 
1 pro směrový zdroj platí novývektor=-světlovektor
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projede depth testem, tedy stěna stínového tělesa by z pohledu pozorovatele byla vidět, zvýšíme hodnotu 
stencil buff eru pro daný pixel o 1. Analogicky v dalším průchodu se zadními stěnami, akorát s rozdílem, 
že hodnotu pixelu ve stencil buff eru o 1 snížíme. Zde jsou tedy přidány navíc dva vykreslovací průchody 
pro přední a zadní stěny stínových těles. Nicméně zde pouze čteme z depth buff eru a zapisujeme pouze 
do stencil buff eru. Na vizuální výsledek tyto průchody nemají vliv. V posledním, čtvrtém průchodu 
vykreslíme scénu se zapnutými světly, a to tam, kde ve stencil buff eru zůstala 0. Tento poslední krok se 
většinou řeší blendingem scény se světly k výsledku ambientního průchodu. Tato metoda se nazývá z-pass, 
protože do stencilu vykreslujeme pouze ty části stínových těles, které projdou z-testem. Výsledek tzv. 
„přiblendujeme“ k prvnímu ambientnímu průchodu. Je zřejmé, že vypočtený stín má pixelovou přesnost. 
Obecně jsou tak stínová tělesa mnohem výpočetně náročnější než stínové mapy. Podrobnější vysvětlení 
i s OpenGL kódem prezentovali C. Everitt a J. Kilgard [8]. Pokud máme velmi starou grafi ckou kartu, 
která nemá k dispozici stencil buff er, lze jej, zajímavou obměnou algoritmu, nahradit alfa buff erem [9].
2.2.2  Z-fail
Algoritmus z-pass má jeden závažný problém. Jakmile se kamera ocitne uvnitř stínového tělesa dojde 
k  prohození zastíněných a  nezastíněných částí. V  záběru nám totiž chybí přední stěny tělesa uvnitř 
kterého se nacházíme. Vnitřek stínu pak vyhodnotíme jako osvětlený, jelikož zde není co by nám in-
krementovalo hodnotu stencil buff eru. Zároveň pokud se podíváme skrze těleso ven, zadní stěny nám 
překryjí celý výhled. Dnešní implementace stencil buff eru umí přetékat i podtékat. Uvidíme tedy stín 
vně tělesa a osvětlenou scénu uvnitř (viz obrázky 9 a 10). V roce 1999 Bilodeau [8] přišel na to, že v pří-
padě, kdy je kamera celá uvnitř stínového tělesa, stačí obrátit porovnání hloubky. Dekrementujeme 
a inkrementujeme stencil pro přední a zadní stěny, ale jen pokud pixel neprojde depth testem. Z pohle-
du imaginárních paprsků se toto jeví, jako by byly vysílány z nekonečna do pozorovatelova oka, tedy 
opačně než doposud.
V roce 2000 přišel John Carmack s robustním algoritmem, kterému se dnes říká Carmack‘s reverse 
nebo již obecně z-fail [10]. Ten využívá předešlou metodu, ale aby bylo možné ji použít i v případě, že je 
kamera mimo stín nebo je ve stínu pouze částečně, je potřeba stínové těleso uzavřít. Doplnit tedy komolý 
jehlan stínu o podstavy. V terminologii stínových těles se užší podstavě (blíže ke světlu) říká „light cap“ 
a podstavě v nekonečnu „dark cap“. Light cap je v podstatě tvořena částí geometrie přivrácené ke světlu. 
Zde je pro přesnost zobrazení opravdu potřeba přesná geometrie. Dark cap pak můžeme zkonstruovat 
promítnutím light cap do nekonečna směrem od světla. Zde už však není potřeba zachovat přesné detaily. 
Jelikož je dark cap promítnutá do nekonečna je možné její povrch zjednodušit. Například je-li light cap 
kulová plocha, pak dark cap může být pouze kruh atp. Této optimalizace se dá využít pokud počítáme 
siluetu tělesa. Můžeme si tak ušetřit něco vertexové propustnosti grafi cké karty.
Obrázek 7: Vizualizace z-pass stínových těles 
v jednoduché scéně. 
Obrázek 8: Jednoduchá scéna vykreslená pomocí 
z-pass stínových těles.
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Díky metodě z-fail si už nemusíme dávat pozor na to, zda se kamera nachází ve stínu nebo zda se tam 
nachází pouze částečně (problém tzv. near plane clippingu). Musíme si však dát pozor na tzv. far plane 
clipping. Většina grafi ckých API totiž ořízne scénu v určité vzdálenosti od pozorovatele. Jelikož se dark 
cap nachází v nekonečnu, nebyla by nikdy korektně zobrazena. Tomu se dá předejít dvěma způsoby. 
Obrázek 9: Ukázka chyby z-pass algoritmu. Obrázek 10: Schéma chyby z-pass algoritmu.
Obrázek 12: Z-fail, kamera vně stínu.Obrázek 11: Z-fail, kamera uvnitř stínu.
Obrázek 13: Projekční matice řešící far-plane clipping [15].
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Tím prvním je, například pod OpenGL, rozšíření GL_ARB_depth_clamp, původně od společnosti 
nVidia. Druhou možností je nastavení vlastní projekční matice, aby korektně zobrazovala nekonečno.
2.2.3  Další metody a vylepšení
Základní algoritmy z-pass i z-fail se dnes používají s řadou dalších vylepšení a metod, povětšinou kvůli 
urychlení zobrazení. Dokonce se z-pass i z-fail kombinují, a  to v závislosti na pozici kamery. Pokud 
tedy máme možnost rychle a spolehlivě detekovat pozici kamery, popř. near-clipping plane, vzhledem 
k  stínovým tělesům, je možné během vykreslování rozhodnout, zda použít z-pass, pokud je kamera 
úplně mimo stín, nebo z-fail, pokud kamera alespoň z části zasahuje do nějakého stínového tělesa. A to 
v rámci daného snímku [14]. Dalším vylepšením metody stínových těles je vržení stínu pouze ze silu-
ety stínidla, jak navrhli v roce 2002 Cass Everitt a Mark J. Kilgard [8]. K tomu existuje několik druhů 
detekce siluety a následných optimalizací pro zrychlení vyhledávání tzv. možných siluet (angl. possible 
silhouettes), pro tělesa v dynamických scénách [11]. Dále pak existují další práce o siluetách jako tako-
vých, například [12]. Silueta běžně představuje pouze zlomek hran z původního modelu. Typicky Ο(√n)
[11]. Tímto se značně odlehčí při vykreslování stínů, zejména co se týče pixelové propustnosti (tzv. fi ll 
rate) grafi ckých karet. Na druhou stranu je však nutné provést detekci siluety, což zase nějaký čas zabere. 
Pro dynamické scény, kde se poloha světla vzhledem k stínidlům mění, je nutné přepočítání po každé 
takovéto změně před vykreslením. Zde je tedy otázkou, zda dokážeme zrychlit výpočet siluety natolik, 
aby se to vyplatilo.
Existuje i řada dalších optimalizací. Jedná se především o co největší využití programovatelného 
grafi ckého hardwaru, jako jsou vertex shadery. A to při detekci siluety a jejího protažení (extrude) [13]. 
Dále jsou optimalizace zaměřeny na stále větší šetření fi ll rate grafi ckých karet. A to zejména pomocí 
ořezání stínových těles, tzv. culling and clipping technik. Díky tomu, že stínová tělesa mají svou podstavu 
v nekonečnu, často zaberou velkou část zorného pole, i když se nakonec neprojeví, protože má scéna ko-
nečné rozměry. Nejčastější je použití tzv. bounding boxů nebo axis aligned bounding boxů a následného 
scissor testu. Pro ilustraci si vezměme světla modelující útlum. Takováto světla mají hranici, za kterou se již 
opticky neprojeví. Tuto hranici můžeme vytyčit právě bounding boxem a na něm oříznout stínová tělesa. 
Toto omezení tedy přímo plyne z vlastností světelného zdroje. Další omezení může vyplývat z geometrie 
scény. Například díváme-li se zvenčí do osvětlené místnosti. Vidíme samozřejmě dál do stran než jen 
tuto místnost, nicméně světlo z místnosti se třeba dál nedostane. A tak není potřeba, aby se například 
stín stolu uvnitř místnosti táhl za její stěny. Tedy opět můžeme ušetřit fi ll rate oříznutím stínových těles 
a světla [17]. Dále pak existuje depth bounds test jako rozšíření OpenGL, které omezuje stíny pomocí 
depth testu [15,18]. Dalšího zrychlení se může dosáhnout zapojením geometrických shaderů a pokro-




V této kapitole se blíže seznámíme s „toolkitem“, pro který jsou stíny vyvíjeny. Kromě obecných základů 
budou probrány i pokročilejší věci, na které se budeme odkazovat v kapitole věnované implementaci. 
Větší zájemce o  OSG odkáži kromě domovských stránek www.openscenegraph.org také na  škol-
ní encyklopedii wiki@merlin, kde je již menší sbírka informací z praxe, které se jinde těžko shání – 
http://merlin.fi t.vutbr.cz/wiki/index.php/OpenSceneGraph.
3.1.1  OSG obecně
Samotné OSG pracuje jako nádstavbový toolkit nad OpenGL API (OGL). Psaný je v  jazyce C++. 
Knihovna je vyvíjena jako open source pod licencí OSGPL, což je LGPL se čtyřmi výjimkami z wxWin-
dows (viz domovské stránky www.openscenegraph.org). Tyto výjimky v podstatě umožňují vydávat kód 
vytvořený pomocí knihovny s vlastními podmínkami. Není nutné vytvořený soft ware opět poskytnout 
jako opensource, a je tedy možné jej použít i v komerčních uzavřených aplikacích.
OSG je rozděleno do několika částí. Každá část má vlastní namespace v C++. Jména namespace 
začínají řetězcem „osg“ a dále následuje jméno samotné části. Stíny jsou v části osgShadow. Samozřejmě 
spousta částí je na sobě nějakým způsobem závislá.
OSG je vcelku velmi komplexní systém, který obsahuje spoustu tříd pro různé příležitosti. Celý je 
vyvíjen komunitou na základě jejích potřeb. Bohužel ale OSG trpí zásadním nedostatkem dokumentace, 
a to jak v podobě nějakého podrobného dokumentu, tak i v podobě komentářů přímo v kódu. Velmi 
nedostatečně to nahrazují mnohé příklady a tutoriály. Ty ovšem existují pouze na vybraná témata, která 
se týkají hlavně začátečnických použití API. Pokud bychom tedy chtěli blíže zjistit, jak uvnitř funguje 
nějaká část, nezbude nám něž nastudovat příslušné zdrojové kódy. Toto je samo o sobě velmi náročné 
nejen na čas.
Nespornou výhodou je však to, že komunita je stále živá a nadále pomalu adaptuje knihovnu 
na nové technologie. Zároveň také docela funguje fórum a mailing list, kde je možné se mnoho dozvědět 
a případně psát vlastní dotazy.
3.1.2  Graf scény
Stejně jako ostatní nádstavbové knihovny (OGRE, Java3D…) i OSG pracuje se zobrazovanou scénou 
jako s grafem, tzv. graf scény. Graf scény je strom. Pomocí něj máme možnost ovlivnit, co a jak se bude 
zobrazovat. Uzly grafu tvoří třídy odvozené od osg::Node. Do  grafu nejčastěji umisťujeme třídu 
Group, která umožňuje mít více potomků. Potomci pak reprezentují nějakou skupinu objektů tvo-
řící část scény. Listy grafu jsou skutečné geometrické objekty zabalené/referencované třídou Geode. 
Geode může odkazovat několik tříd Drawable, které reprezentují OpenGL primitiva. V Drawable 
se tak nachází přímo OpenGL kód, který daný objekt, většinou pole trojúhelníků, vykreslí. Vyjma Group 
jsou nelistové uzly také různé transformace, a  to včetně kamer. Další důležitá třída je StateSet. 
Ta nese informaci o změnách nastavení OpenGL stavu. Třída obsahuje tzv. atributy a módy, pomocí 
kterých se toto nastavení tvoří. Patří sem nastavení cullingu, testů jako depth test, shader programů 
a dalších podobných věcí, které se týkají způsobu vykreslování primitiv. Třída StateSet není uzlovou 
třídou grafu scény. Každá uzlová třída ji však může referencovat jako jeden ze svých atributů. Nastavení 
statesetů se v grafu scény dědí. Tedy všichni potomci daného uzlu mají stejné výchozí nastavení jako 
rodič. Každý potomek ale může toto nastavení měnit tím, že si vytvoří a nastaví vlastní stateset. Nasta-
vení, která nezmění, zůstanou a celkové nastavení opět zdědí jeho potomci. Výjimky lze tvořit nastave-
ním daného atributu nebo módu na jako OVERIDE, to je konstanta, kterou můžeme zadat při volání 
příslušných metod. Toto znamená, že se nastavení uplatní u potomka, i pokud si jej na své úrovni změ-
nil. Tomu lze ještě zabránit nastavením PROTECTED dané vlastnosti ve statesetu u potomka. Pokud je 
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vlastnost nastavena jako PROTECTED, pak ji nelze shora změnit. Nastavení PROTECTED i OVERIDE 
lze samozřejmě zkombinovat.
Zvláštní vlastností třídy StateSet je RenderBin. RenderBin obsahuje číslo, které udá-
vá relativní pořadí vykreslování vzhledem k sourozencům ve stromu. Výchozí hodnotou je nula. Tato 
vlastnost nám už umožní nastavit nejen co se má vykreslit, ale také v jakém pořadí. Což je velmi důleži-
té, protože vykreslování stínů vede na víceprůchodové algoritmy.
Dědičnost shora dolů se uplatňuje i na další vlastnosti v grafu scény. Například všichni potomci 
Transformačního uzlu s maticí translace o 20 v ose x, budou posunuti o 20 v ose x.
3.1.3  Vykreslování a průchody grafu scény
Před vlastním vykreslením scény po objektech se graf scény musí projít a upravit na frontu. O průchod 
grafem se starají třídy odděděné z osg::NodeVisitor. Mechanismus kterým se průchod řídí je 
mírně komplikovaný. Nejdříve je potřeba vytvořit potomka třídy NodeVisitor. V něm je důležitá 
metoda apply(), která nese jeden argument, a to referenci na typ uzlu, pro který se volá. Například 
apply(Node& node). Visitor prochází jednotlivé uzly a vybírá nejbližší metodu apply, která se dá 
na daný uzel aplikovat. Tato metoda je zároveň odpovědná za poslání visitoru dál grafem. Navíc je mož-
né mít u každého uzlu grafu referencovaný callback pro určitý typ visitoru (CullCallback, Update
Callback…). Tyto lze v některých případech i „vnořovat“. Pak jde o tzv. nested callbacks. Metoda 
apply je zodpovědná za zjištění, zda daný uzel nějaký callback obsahuje, a popřípadě za jeho spuštění. 
Pak se o poslání visitoru dál grafem stará přímo callback. Jako parametry se callbacku předají reference 
na uzel, ze kterého se volá, a visitor, který ho spustil. Pro „poslání“ visitoru dál grafem se většinou za-
volá metoda traverse pro průchod směrem k listům nebo metoda ascend pro průchod směrem 
ke kořeni. Pozor, tyto metody jsou metody třídy uzlu, nikoli visitoru. Metoda traverse ve visitoru 
pouze zavolá jednu z nich, v závislosti na nastavení. Je tedy vidět, že průchod grafem je možné zastavit 
než se dostaneme k listům. To jak z visitoru, tak z uzlu. Pro zahájení průchodu se nejčastěji volá metoda 
Node.accept(NodeVisitor&). Visitory se používají na různé věci, jako je hledání a modifi kace 
určitých částí grafu scény a samozřejmě pro přípravu geometrie k vykreslení.
Dva důležité visitory, které prochází scénu před každým snímkem, jsou CullVisitor 
a UpdateVisitor. Oba jsou umístěny v části osgUtil. UpdateVisitor prochází scénu před 







Obrázek 14: Ukázka grafu scény. Nastavení Statesetu u vrchní Group dědí všichni potomci.
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tedy především animacím nebo k uživatelské interaktivitě. CullVisitor pak prochází scénu a snaží 
se poskládat objekty tak, aby bylo jejich vykreslení nebo nevykreslení optimální. Z druhé strany pak, 
pokud chceme, aby něco bylo vykresleno, musíme to postoupit třídě CullVisitor. Tato vlastnost je 
dále užitečná, jelikož umožňuje vykreslit i věci, které nejsou v grafu scény právě pomocí callbacku.
O samotné vykreslování scény a zobrazení okna na podporovaných platformách se stará třída 
Viewer. Součástí třídy Viewer je spousta dalších věcí jako kamery, třídy zpracující vstupní události 
apod. Viewer se v podstatě stará o vykreslovací smyčku (rendering loop). Použití je jednoduché. Vy-
tvoříme si instanci, předáme jí scénu a popřípadě i další třídy, jako jsou různé handlery a manipulatory. 
Dále zavoláme metodu realize. Po ní je již vytvořen příslušný grafi cký kontext, který závisí na použité 
platformě. Vykreslovací smyčku spustíme metodou run(). Běh smyčky se standardně ukončí klávesou 
escape. Viewer se sám stará o update a cull průchody scény.
3.1.4  Referencované ukazatele a observers
Zde si krátce zmíníme něco o speciálních ukazatelích, které se v OSG používají, a jsou i součástí imple-
mentace stínových těles. Téměř všechny objekty v osg se dědí z třidy Referenced, která podporuje 
počítání ukazatelů na objekt, odreferencování a  správu tzv. observerů. Ref_ptr je šablonová třída, 
která umožní udělat ukazatel na kteroukoliv z tříd odděděných z Referenced. Výhoda těchto ukaza-
telů je, že jsou to normální třídy vytvořené na zásobníku, tedy nemusíme se starat o jejich rušení. Dále 
se za nás také starají o objekt, který referencují, a zruší ho, jakmile poslední z referencovaných ukazatelů 
na něj pozbude platnosti. Referencované ukazatele také slouží k tomu, abychom sobě nebo OSG, v rám-
ci slušné dealokace pomocí delete, nesmazali objekt, který je ještě používán. Všude se totiž pracuje 
s ukazateli, ale nic nevytváří kopie ojektů.
Observer je jednoduchá třída, kterou přidáme k objektu. Dostáváme pak zprávy o jeho rušení 
z paměti. V dohledné době se chystá vylepšení této třídy, které zprostředkuje callbacky pro více událostí. 
V části zdrojových souborů je Observer, který byl použit pro ladění špatné dealokace paměti v třídě 
ShadowVolumeGeometryGenerator (viz kap. 4.4.2).
3.2  Stíny v OSG
Část scény, ve které chceme počítat stíny, musí být v grafu jako potomek uzlu typu osgShasow::
ShadowedScene. U Potomků tohoto uzlu se předpokládá, že budou vrhat a přijímat stín. Metoda, 
kterou budou stíny počítány (stínové mapy, stínová tělesa a  jejich varianty), je určena potomky tří-
dy ShadowTechnique. Jedna z nich je právě ShadowVolumes. Je zde i  řada dalších pro stíno-
vé mapy. Třída ShadowTechnique určuje rozhraní, které následně ShadowedScene využívá. 
ShadowTechnique je pak atributem ShadowedScene. Myšlenka je taková, že vložíme naši scénu 
do grafu jako potomka uzlu ShadowedScene a stíny se utvoří automaticky dle zvolené techniky. Zde 
je malý příklad:
 osgShadow::ShadowedScene *ss = new osgShadow::ShadowedScene;
 ss->addChild( ourScene );
 osgShadow::ShadowVolume1 *sv = new osgShadow::ShadowVolume1;
 ss->setShadowTechnique( sv );
Chceme-li vytvořit novou techniku stínů, je třeba oddědit buďto z třídy ShadowTechnique, nebo 
z nějaké techniky stávající. Dále je nutné nadefi novat metody, které nám rozhraní ukládá. Mezi ty nutné 
patří zejména init, cull a popřípadě update.
 V metodě init je vhodné udělat cokoliv, co stačí jednou pro danou scénu. Patří sem nasta-
vení statesetů, načtení shader programů apod. Metoda init se volá při průchodu scénou ze třídy 
ShadowedScene, tedy před vykreslením snímku. Aby se init volala jen v případě potřebné ini-
cializace, je nutné nastavit proměnnou _dirty na  hodnotu false. Tuto proměnnou zdědíme 
z ShadowTechnique a  je potřeba s  tím počítat. Opět zde narazíme na  nedostatek dokumentace, 
který by chování popsal. Toto chování však umožňuje případně měnit stínové metody nebo jejich 
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parametry za chodu. V metodě init tedy proběhne vytvoření a nastavení statesetů pro všechny meto-
dy a módy zobrazení. Dále také načtení shader programů.
Metoda update je volána před každým snímkem a ještě navíc i před metodou cull. Jak bylo 
vysvětleno v kapitole  3.1.3, každá z obou metod je volána v rámci callbacku s příslušným visitorem. 
Metoda cull je volána též každý snímek.
Nyní je potřeba umístit vlastní tvorbu a  vykreslení stínů. Pro metodu stínových těles to zna-
mená vytvořit a přidat novou geometrii. Ta je počítána z geometri, kterou uživatel uložil do podgrafu 
scény. Aby bylo možné postihnout i dynamické scény, je nutné mít možnost přepočítat stínová tělesa 
před každým snímkem. Metoda update by se mohla zdát příhodným místem pro výpočet geometrie 
stínových těles, avšak je zde problém. Tato metoda se volá z update callbacku z ShadowedScene. 
ShadowedScene je v hierarchii scény se stíny nejvýš. Z toho plyne, že teprve po této metodě se budou 
volat update callbacky těles ve scéně. Zde pak například dojde v rámci animací k změně pozice objektu, 
nebo ještě hůř, může dojít k vykreslení zcela jiných objektů, kvůli tzv. SwitchNode. A tedy by stíny 
neodpovídaly scéně. Zbývá tak metoda cull, kde musí proběhnout jak výpočet, tak příprava pro zob-
razení stínů. A zde tedy proběhnou ony čtyři průběhy vykreslení scény z kapitoly 2.2.1:
•  Scéna s ambientním osvětlením a zápisem do depth buff eru.
•  Přední strany stínových těles, zápis do stencil buff eru, čtení z depth buff eru.
•  Zadní strany stínových těles, zápis do stencil buff eru, čtení z depth buff eru.
•  Vykreslení scény se zbylými složkami světla, blending, stencil test, čtení z depth buff eru.
3.3  Návrh konstrukce stínových těles
Konstrukce geometrie stínových těles je natolik rozsáhlá, že jí byla vyčleněna samostatná třída. Vstu-
pem této část algoritmu je původní scéna beze stínů a výstupem je pak geometrie stínových těles. Zde 
je několik možností, jak realizovat postup z kapitoly 2.2. Slovem metoda budeme dále uvažovat metodu 
z-pass nebo z-fail. Slovem mód pak budeme myslet konkrétní způsob tvorby geometrie stínových těles. 
Kombinujeme vždy jednu metody s jedním módem. Mezi módy patří tyto:
•  CPU_RAW – vržení stínu z každého trojúhelníku scény. Ačkoliv pomalá, tato metoda by měla 
zajistit korektní zobrazení stínů snad za všech okolností. Geometrie stínů se konstruuje pomocí 
CPU. Umožní tak korektní vržení stínu i z modelů, které mají promíchané orientace trojúhelníků.
•  CPU_SILHOUETTE – tento mód nejdříve vypočte siluetu každého tělesa, a poté z ní zkonstruuje 
stín. Zde je ovšem nutné, aby měl správně orientované trojúhelníky. Zrychlení je pak ale znatelné.
•  GPU_RAW – v podstatě stejné jako CPU_RAW s tím rozdílem, že se geometrie stínů vytvoří až 
na grafi cké kartě pomocí geometry shaderů.
Geometrii těles získáváme v metodě cull naší stínové techniky. Právě zde se pošle na vykreslení s po-
třebným statesetem inicializovaným v metodě init.
3.4  Rozšíření grafi ckých karet
Pro konstrukci a  vykreslování stínových těles je možno najít několik málo rozšíření, které grafi c-
ký hardware podporuje. Snad všechny z  nich najdeme i  ve  starších kartách. Jako první zmíníme 
GL_EXT_stencil_wrap, toto staré umožnilo přetékání a podtékání stencil buff eru. Původní verze 
se saturovala. Pokud se kamera dívala skrze mnoho stínových těles, pak výsledný stín nebyl správně 
vykreslen (viz obrázek 15). Dalším vhodným rozšířením je tzv. oboustranný stencil (two-sided stencil 
/ separate stencil), který umožní vykreslit obě strany stínových těles v jednom průchodu. Rozšíření pro 
oboustranný stencil je několik, vhodné je však použít GL_EXT_stencil_two_side. Toto rozšíření 
se objevilo proti verzi OGL 1.3 a do standardu byl začleněn ve verzi 2.0. V OSG byl v průběhu psaní 
této práce opraven, tedy ve starší verzi 2.8.2 nefungoval správně. I stencil wrap je již dlouho součástí 
standardu.
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Následující rozšíření nebyly v  práci použity. Jedná se o  NV_depth_clamp, které zabrání ořezá-
ní dark cap v  nekonečnu. Místo něj však používáme vhodnou projekční matici (viz kapitola 2.2.2). 
NV_depth_bounds zase umožňuje optimalizaci na úrovni depth-testu (viz kapitola 2.2.3).
Obrázek 15: Mřížka 1000x1000 trojúhelníků vrhající nekorektní stín bez rozšíření stencil wrap. 
(Snímek obrazovky z prvotního prototypu SV v OpenGL)
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4  Implementace
Stavebním kamenem pro implementaci v OSG byly zkušební programy vytvořené v OpenGL. V nich 
byly implementovány a ověřeny základní algoritmy. Jednalo se o  jednoduchý z-pass, funkčnost geo-
metry shaderů, různá rozšíření grafi ckých karet a jednoduchý výpočet siluety uzavřeného tělesa. Dal-
ším krokem bylo implementování z-pass ad-hoc v  OSG. Následně byly tyto prototypy použity ve-
doucím práce pro první verzi potomka ShadowTechnique s  dalšími funkcemi specifi ckými pro 
OSG. Tento první prototyp a původní ShadowVolume třída byly pak použity pro další vývoj třídy 
ShadowVolume1. S  úpravami byly převzaty algoritmy na  vytvoření siluety z  původní třídy 
ShadowVolume z OSG.
Třída má název ShadowVolume1, kvůli kolizi jmen, jelikož ve jmenném prostoru osgShadow je též 
původní třída bez jedničky v názvu. Dále máme několik pomocných tříd, které se starají o další dílčí 
části:
1. Sesbírání geometrie (trojúhelníků) původní scény
2. Výpočet siluety, pokud je vyžadován
3. Konstrukce těles
4. Vykreslení scény se stíny
Mimo to ještě musíme třídě ShadowVolume1 předat světlo pomocí metody setLight. Protože 
světlo je součástí scény, kterou nám zadá uživatel, je nutné jej nejdříve najít. Světlo je v grafu scény 
reprezentováno uzlem typu LightSource. Jeden ze způsobů, jak jej najít, je použít již zmíněný 
NodeVisitor (viz kapitola 3.1.3). Třída odděděná z  třídy NodeVisitor se nazývá 
FindLightVisitor. Jeho důležitou metodou je apply(LightSource&), která se provede, 
pokud během průchodu scénou narazíme na uzel světelného zdroje. Z něj se pak vyextrahuje přímo 
třída Light, která nese parametry světla, stejné jako v OpenGL. Třída ShadowVolume1 vyžaduje 
právě jedno bodové všesměrové světlo – třídu Light. FindLightVisitor uchová jako vnitřní 
atribut první světlo, které nalezne. Další se ignorují, stejně jako v  původní verzi z  OSG. Pokud by-
chom nyní chtěli stíny z více světelných zdrojů, bylo by nutné použít více instancí ShadowedScene 
a ShadowTechnique s různými světly, ale stejnou scénou. A díky vhodně nastaveným statesetům 
z nich pomocí alfa blendingu vytvořit výsledný obraz. Pokud do ShadowTechnique světlo nedo-
dáme, pak se scéna vykreslí zcela normálně beze stínů a nedojde k žádné konstrukci stínových těles. 
Výsledný obraz pak závisí na nastavení OSG či dalších větvích grafu scény.
Zadat světlo, které bude použito pro výpočet stínových těles, je samozřejmě na  uživateli. 
FindLightVisitor je pouze pomůcka, která není součástí ShadowVolume1, a slouží jako jed-
noduchý příklad, jak světlo najít v obecném modelu. K zadání a získání světla do ShadowVolume1 
slouží metody setLight(Light*) a getLight(). Uživatel tedy v důsledku může použít i světlo, 
které není první při průchodu stromem. Nicméně je nutné, aby bylo někde v grafu scény uloženo. Světlo 
totiž samo o sobě nese pouze informace jako jsou barvy, útlum apod. Pro výpočet stínových těles je však 
potřeba znát i jeho pozici. OSG přistupuje ke světlům tak, jak jsme zvyklí z reálného světa. Světlo ozáří 
vše v optickém dosahu. Tedy nezávisle na tom, jak hluboko v grafu scény světlo umístíme, budou nasví-
ceny i objekty v grafu výš. Tohoto dosáhne OSG tím, že každé světlo umístí mimo graf scény ještě do tzv. 
PositionalStateContaineru. Tato třída udržuje seznam světel nezávisle na grafu, a navíc i pří-
slušnou matici „modelview“, která udává polohu světla ve scéně (world coordinates). Pokud by tedy 
uživatel vnutil do ShadowVolume1 ukazatel na světlo, které není nikde ve scéně umístěno, vykreslí 
se scéna beze světla pouze s ambientním osvětlení. Opět nedojde k žádným výpočtům stínových těles.
Jakmile máme pozici světla, můžeme začít s vytvářením stínů. Nejdříve probereme konstrukci stínových 
těles. Dále pak jejich vykreslení. Oboje se děje v tomto pořadí v metodě cull třídy ShadowVolume1. 
Až během vykreslování se seznámíme s nastavením statesetů z metody init.
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4.1  Konstrukce stínových těles
Za  první tři body tvorby stínových těles jsou zodpovědné dvě třídy: ShadowVolumeGeometry-
Generator (zkráceně SVGG) a  v  ní vnořená TriangleOnlyCollector (dále TOC). První 
z nich je použita v již zmíněné metodě cull třídy ShadowVolume1. SVGG pracuje v několika krocích. 
Nakonec pak obsahuje geometrii stínových těles pro zvolenou metodu a mód (kap. 3.3). Pozor, celá 
konstrukce stínů probíhá jen pokud je geometrie SVGG neplatná. Geometrie se zneplatňuje voláním 
metody dirty SVGG. Neplatná je automaticky při vytvoření nové instance. Jakmile proběhne metoda 
createGeometry, je geometrie považována za platnou a již se znovu nepřepočítává, kvůli šetření 
výkonu. Ke zneplatnění dojde automaticky při změně metody nebo módu výpočtu. Nikoli ale při změně 
topologie scény nebo polohy světla. Zneplatnění SVGG v těchto případech je samozřejmě na uživateli 
(myšleno programátorovi uživatelské aplikace). Níže probereme postupně kroky tvorby výsledné scény.
4.1.1  Spuštění SVGG a průchod scénou
SVGG je odvozen z třídy NodeVisitor a tudíž je schopen procházet graf scény. Toto je nutná vlast-
nost, jelikož musíme grafem projít a najít v listy typu  Geode držící geometrii. Hned na začátku je ale 
potřeba SVGG inicializovat metodou setup. Metodě předáme pozici světla, kterou jsme získali ze 
třídy PositionalStateContainer.
Následuje pak odstartování průchodu grafem scény zavoláním metody Group::traverse 
instance třídy ShadowedScene. Volání traverse místo tradičního accept způsobí zavolání metod 
apply až pro podgrafy uzlu ShadowedScene. Jako parametr metody traverse předáme ukaza-
tel na SVGG. Při průchodu scénou nás zajímá několik typů uzlů a podle nich se liší parametr metody 
apply. Probereme je tak, jak za sebou následují ve zdrojovém kódu:
•  Node – do této skupiny padnou všechny ty ostatní uzly, které nerozlišujeme. Z nich pouze dočasně 
vezmeme stateset a vložíme ho na zásobník. Ze statesetu můžeme poznat, zdali se jedná o prů-
hledný objekt. V původní verzi se průhledné objekty vyřazovaly, nicméně vznikl pak problém se 
čtyřkanálovými texturami a tato vlastnost je nyní vypnuta.
•  Transform – tyto uzly uchovávají transformační matice objektů ve scéně. Z pohledu OpenGL 
jsou to části (činitelé) matice ModelView. Transformace se opět ukládají na zásobník. Je nutné 
mít pro každý objekt scény jeho přesné umístění ve scéně, jelikož stínová tělesa nejsou součástí 
grafu scény a nejsou tudíž uzly typu Transform ovlivněny. Počítají se pak přímo pro absolutní 
umístění vzhledem ke scéně (world coordinates).
•  Geode – v těchto uzlech končí graf scény. Z tohoto uzlu si vyžádáme seznam všech kreslitelných 
objektů (třída Drawable) a pro každý spustíme  zvlášť metodu apply.
•  Drawable – tato třída reprezentuje kreslitelné objekty. Zde končí část průchodu scénou a začíná 
sběr trojúhelníků.
4.1.2  Sběr trojúhelníků
Protože je dnes geometrie v grafi ckých kartách reprezentována pomocí trojúhelníků, bude sesbíraná 
geometrie scény reprezentována stejně, i když jsme se v teoretické části zabývali obecnými polygony. 
Abychom nemuseli složitě vymýšlet, na jaký typ Drawable jsme narazili a jak má uvnitř uloženy troj-
úhelníky, použijeme třídu TriangleOnlyColectorFunctor (dále TOCF). Tato třída dědí z šab-
lonové třídy TriangleFunctor. TriangleFunctor je zděděn ze třídy PrimitiveFunctor, 
což je třída, která nám zprostředkuje primitiva. Ta tvoří daný Drawable objekt. V případě třídy Tri-
angleFunctor to budou vždy trojúhelníky. Pokud zavoláme metody accept nějaké instance třídy 
Drawable a jako parametr předáme právě TOCF, bude objekt  předstírat vykreslování, ale místo vo-
lání OpenGL API bude volat příslušné funkce funktoru. TriangleFunctor pak v šabloně očekává 
typ, který má defi novaný operator () následujícím způsobem:
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void operator ()(const osg::Vec3& s1, const osg::Vec3& s2, const   
        osg::Vec3& s3, bool treatVertexDataAsTemporary)
První tři parametry jsou reference bodů trojúhelníku, který obdržíme, a poslední parametr značí, jestli 
budou reference platné i po skončení funkce funktoru. Takto obdržíme každý trojúhelník, který by se 
vykreslil na obrazovku. V závislosti na kombinaci metody a módu je zde s trojúhelníky provedeno ně-
kolik operací. V prvé řadě jsou body převedeny do koordinát ShadowedScene, abychom netvořili 
stínová tělesa pro relativní souřadnice modelů. Pro mód CPU_RAW je každý trojúhelník modelu otočen 
tak, aby jeho normála směřovala ke světlu. Tím zajistíme správný stín i při nesprávné orientaci trojúhel-
níků. Pro kombinaci z-fail algoritmu a siluety zde zkonstruujeme light a dark cap z trojúhelníků, které 
jsou přivrácené ke světlu. Vrcholy trojúhelníku pak uložíme pro další zpracování v SVGG.
4.1.3  Generování stínových těles
Jakmile máme potřebné trojúhelníky, průchod grafem scény skončí a v běhu pokračuje metoda cull 
z ShadowVolume1. Zde se běh rozdělí na dvě větve podle toho zda chceme použít oboustranný sten-
cil nebo nikoli. Rozdíl je pouze v počtu průchodů a použitých statesetech. Geometrie stínů je pro oba 
případy stejná. Jiná geometrie je však pro metody z-pass a z-fail a módy výpočtu. Začátek obou metod 
je shodný, jelikož se v obou případech nejdříve vykreslí stěny plášťů stínových těles. Příslušnou referenci 
na třídu Drawable získáme voláním SVGG.createGeometry(). Při prvním volání této metody 
se geometrie skutečně vytváří a ukládá uvnitř SVGG, proto je potřeba použít referencované ukazatele 
ref_ptr (viz kapitola 3.1.4).
Nejdříve projdeme mód CPU_RAW.  Zde se jednoduše pro každý trojúhelník původní scény vy-
tvoří odpovídající komolý jehlan. Stěny tvoří geometrická primitiva QUAD. Výpočet bodu v nekonečnu 
je velmi jednoduchý. Předpokládejme, že v0 je původní bod a _lightPos je pozice světla. Nový bod 
v nekonečnu v0inf dostaneme:
 Vec4 v0inf = v0 - _lightPos;
 v0inf._v[3] = 0.0f;
Pak už jde pouze o  to, správně vytvořit čtyřúhelník tak, aby z  pohledu OpenGL byly stěny jehlanu 
vytočené ven, kvůli tzv. face cullingu. Snad nejvíce se chyby při dílčích úlohách konstrukce projeví 
nesprávnou orientací stěn a následně různými zajímavými artefakty v obraze. Pro metodu z-fail pak 
do separátní geometrie přidáme vrchní a spodní podstavu. Vrchní tvoří trojúhelník na vstupu. Spodní 
se jednoduše vytvoří z bodů, které jsme právě promítli do nekonečna.
Mód CPU_SILHOUETTE se liší v začátku. Tento algoritmus byl s úpravami převzat z původ-
ní třídy ShadowVolume. Nejdříve odstraníme duplikátní vrcholy a vytvoříme pro ně pole indexů. 
Následně spočteme normály trojúhelníků, dle kterých se později silueta najde. Zde je důležité, aby byl 
model z pohledu natočení trojúhelníků (facing) konzistentní. Tedy aby po celém povrchu modelu byly 
trojúhelníky zadány tak, aby normála směřovala ven z trojúhelníku. Nyní se vytvoří pole hran. U hran je 
též důležitá orientace, jinak bychom mohli špatně zkonstruovat stěny tělesa. Nakonec se spočítá silueta 
tak, že pro každou hranu porovnáme přilehlé trojúhelníky pomocí skalárního součinu právě normály 
trojúhelníku s vektorem ke světlu z jednoho bodu hrany. Pokud jsou jejich orientace z pohledu světla 
různé, je hrana hranou tzv. možné siluety a bude z ní zkonstruována stěna stínového tělesa. Další mož-
ností je, že hrana má pouze jeden sousední trojúhelník, pak je též součástí siluety.
Poslední mód GPU_RAW pouze přijme původní trojúhelníky scény a provede vytvoření stínů po-
mocí geometry shaderu v podstatě shodným způsobem jako CPU_RAW. Shadery jsou načítány za běhu 
programu ze souborů:
•  Vertex shader – shadowtest.vert,
•  Geometry shader – shadowtest.glsl,
•  Fragment shader – shadowtest.frag.
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Shadery jsou psány v jazyce GLSL a za zmínku stojí pouze geometry shader, kde se tvoří vlastní geome-
trie. Na vstupu se očekává obyčejný trojúhelník, výstupem je pak trojúhelníkový pruh (triangle strip). 
Z programu v OSG dostaneme vec4 lightpos, kde je uložena pozice světla ve scéně. Je nutné ji pak 
převést do správných koordinát vynásobením zleva maticí gl_ModelViewMatrix. Další potřebnou 
proměnnou je int just_caps. Toto číslo nás informuje o tom, je-li potřeba generovat plášť nebo 
podstavy. Pak proběhnou výpočty normály trojúhelníku a bodu v nekonečnu. Používáme zde tzv. Com-
patibility profi le OpenGL (viz dokumentace OpenGL). Pokud je trojúhelník odvrácený od světla, pak 
jej otočíme ke světlu, kvůli správnému natočení normály stěn stínových těles. Poté již pomocí funkce 
EmitVertex() vytvoříme pruh trojúhelníků a pošleme jej na výstup.
Pro metodu z-fail musíme v každém případě získat ještě vrchní a spodní podstavu. Tyto se do-
dávají a vykreslují zvlášť. Je to z toho důvodu, že je potřeba vypnout depth-test, a tudíž je nutné použít 
nový uzel grafu scény. V módu CPU_SILHOUETTE je vrchní i spodní podstava tvořena shodně s mó-
dem CPU_RAW.
4.1.4  Struktura SVGG
Zde následuje popis vnitřní struktury třídy ShadowVolumeGeometryGenerator. Jde o souhrn 
atributů a metod uvnitř třídy. Některé již zmíněné vnořené třídy, stejně jako méně důležité části, vyne-
cháme. Zaměříme se nejdříve na proměnné, kde se uchovává geometrie nebo které přímo fi gurují ve vý-
počtu stínových těles. Proměnné _mode a _metod uchovávají aktuální nastavení výpočtu. Přístup-
né jsou přes metody set/getMode a set/getMethod. Obě jsou výčtovým typem defi novaným 
v SVGG. Při přenastavení módu nebo metody se automaticky zneplatní geometrie. _coords je vektor 
vertexů jednotlivých trojúhelníků. Obsahuje celou geometrii scény a vždy každé tři vrcholy tvoří jeden 
trojúhelník. Toto však přestane platit při výpočtu siluety. Obsah _coords je při odstraňování duplicit 
přerovnán a  indexován polem _triangleIndices. Zároveň se při výpočtu siluety naplní vektor 
_triangleNormals normálami trojúhelníků scény a vektor _normals normálami v bodech troj-
úhelníků, pořadí normál koresponduje s vektorem _triangleIndices. Proměnné _edges_xxx 
nesou informace o geometrii stínů vypočítaných ze siluety. Podle přípony je to buď geometrie, přípona 
geo, pole vrcholů hran siluety, přípona vert nebo pole barev kvůli ladění, přípona col. Obdobně je to 
s proměnnými caps_xxx, ty nesou informace pro dark a light caps. Vektor _silhouetteIndices 
nese indexy na vrcholy původního modelu, které náleží některé hraně siluety.
4.2  Vykreslení scény
O samotné vykreslení scény se stará třída ShadowVolume1. Jako první se v metodě init() nastaví 
potřebné statesety. Těch je zde několik a souvisí s kombinací módu, metody a typu stencil buff eru, který 
používáme. Statesety nesou předponu ss a v názvu mají číslo, které udává, v kolikátém průchodu budou 
použity. První stateset se vytvoří už v metodě setLight. Tato metoda nastavuje světlo, které se bude 
používat pro tvorbu stínů. První stateset si jej zde rovnou vypne, protože bude použit pro ambientní 
průchod. Předpokládá se, že světla budou nastavovat pouze difuzní a  spekulární složku. Ambientní 
složka se očekává v nastavení světelného modelu pro celou scénu. První vykreslení scény je tedy s vý-
chozím nastavením a vypnutým světlem. Vykreslí se scéna jak do depth buff eru, tak do color buff eru. 
Ambientní průchod je pro všechny kombinace metod a módů stejný. Statesety s čísly dva a tři se použijí 
pro vykreslení stínových těles do stencil buff eru. Společný mají vypnutý zápis do color buff eru, depth 
buff er pouze pro čtení a zapnutý zápis do stencil buff eru. Samozřejmě vypnuté osvětlení, protože to nyní 
není potřeba počítat. Depth test je nastaven na menší nebo rovno. Druhý a třetí průchod se liší v nasta-
vení stencilu a cull face. Druhý průchod vykresluje přední stěny těles a za každou inkrementuje hodnotu 
ve stencilu. Třetí naopak vykresluje zadní stranu těles a dekrementuje hodnotu stencilu. Další možností, 
která byla zmíněna dříve, je oboustranný stencil.  Oboustranný (two-sided) stencil nám umožní vy-
kreslit obě strany těles v jednom průchodu, což může velmi výrazně urychlit celý algoritmus. Statesety 
pro tento způsob nesou číslo 23. Další speciální nastavení vyžadují podstavy pro z-fail algoritmus. Mají 
slovo „caps“ v názvu. Těm musíme depth test vypnout úplně a nastavit tak podle toho atributy stenci-
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lu. Opět můžeme zkombinovat s oboustranným stencilem. Poslední možností je nechat stíny vytvořit 
na GPU. Pro tento účel už je všechno patřičně připraveno z  inicializace. V ní se rovnou StateSetům 
nastaví potřebné uniform proměnné. Tyto jsou ignorovány, dokud se do statesetu nepřiřadí samotný 
shader program. Vygenerovaná geometrie v tomto případě sestává pouze z trojúhelníků původní scény.
Poslední průchod využije informace ze stencil buff eru z průchodu 2 a 3. Ve čtvrtém statesetu je 
nastavený blending. Vypne se zde ambientní intenzita osvětlovacího modelu a zapne se světlo. Depth-
test je opět nastaven na menší nebo rovno. To proto, že budeme překreslovat scénu tou samou scénou, 
jen s jiným osvětlením. Scénu vykreslíme pouze tam, kde je ve stencil buff eru nula, tedy kde není stín.
Vykreslení zajišťujeme na nižší úrovni, než je v OSG běžné. Pro každý průchod musíme CullVisitor 
nechat projít příslušné uzly. V prvním a posledním průchodu voláme metodu traverse pro samot-
nou ShadowedScene. V druhém a třetím průchodu vložíme geometrie těles do nového Geode uzlu 
a nad ním zavoláme metodu accept a jako parametr opět předáme CullVisitor. Toto zajistí zařa-
zení daného stromu do vykreslovací fronty. Předtím, než ale provádíme traverse nebo accept, je 
potřeba vložit třídě CullVisitor na zásobník statesety, které se váží k danému průchodu. Na konci 
je potřeba je zase ručně odebrat. Pořadí, v jakém budou objekty vykresleny se ale neřídí pořadím, ve kte-
rém byly dány třídě CullVisitor. U každého statesetu je nastaven tzv. render bin. Toto číslo udává 
relativní pořadí, v jakém budou vykresleni sourozenci na dané úrovní stromu.
Na závěr si uveďme pro ilustraci část kódu metody cull, kde dojde k předání geometrie, jejímu 
zabalení a následně vykreslení druhého a třetího průchodu z-pass metody. Proměnná cv zde reprezen-
tuje referenci na CullVisitor:
  ref_ptr< Drawable > d = _svgg.createGeometry();
  d->setUseDisplayList( false );
  ref_ptr< Geode > geode = new Geode;
  geode->addDrawable( d );
  
  // pass 2
     cv.pushStateSet( _ss2 );               
  geode->accept( cv );
  cv.popStateSet();
  // pass 3
  cv.pushStateSet( _ss3 );
  geode->accept( cv );
  cv.popStateSet();
4.3  Demonstrační aplikace
Přímo součástí souboru ShadowVolume.cpp je i funkce main. Původně byla určena pro ladící a testo-
vací účely. Postupem času však byla upravena i pro demonstrační účely. Nyní je schopna přebírat argu-
menty z příkazové řádky a vypsat nápovědu pro uživatele.
4.3.1  Argumenty příkazové řádky
Argumenty příkazové řádky mají na  starosti třídy ArgumentParser a  ApplicationUsage. 
Do  ApplicationUsage dáme všechny možné informace, které mohou být zobrazeny uživate-
li v  příkazové řádce. Patří sem použití aplikace, krátký popis, proměnné prostředí, ovládání aplika-
ce apod. Podle uživatelova požadavku, většinou --help, se pak potřebné informace zobrazí. Třída 
ArgumentParser pak zapouzdřuje nejrůznější operace s argumenty. Pomocí ní se načte příslušný 
model nebo detekuje přání uživatele vypsat nápovědu. Dovoluje také do jisté míry automatizovat zpra-
cování špatných argumentů, žádných argumentů apod. Instance třídy ArgumentParser je nakonec 
předána třídě Viewer. To umožní spoustu dalších nastavení skrze příkazovou řádku (viz dokumentace). 
Některé možnosti spuštění pak jsou:
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ShadowVolume1.exe cesta\k\modelu  Načte scénu ze souboru model a
  pokusí se v ní zobrazit stíny.
ShadowVolume1.exe --help  Vypíše krátkou nápovědu
ShadowVolume1.exe --help-keys  Vypíše krátkou nápovědu
4.3.2  Ovládání
Vstup z myši je řešen pomocí standardního manipulátoru přímo v OSG. Levé tlačítko myši scénu rotuje, 
pravé tlačítko a kolečko myši přibližuje. Pokud stiskneme obě zároveň pak scénou hýbeme v rovině ob-
razovky. Je možné scénu také takzvaně hodit prudším pohybem myši. Scéna pak začne rotovat ve směru 
pohybu. Samozřejmě je nutné na začátku stisknout levé tlačítko a na konci jej, před zastavením pohybu, 
pustit. Hodit můžeme scénou i při přibližování. Pokud bychom se s kamerou dostali někam, kam ne-
chceme, stačí stisknout mezerník a kamera se vrátí do původní polohy.
Co se týče vstupu z klávesnice, ten je řešen několika třídami. Mezerník, o kterém jsme se zmínili 
výše, je funkce manipulátoru kamery, stejně jako ovládání myši. WindowSizeHandler se stará o klá-
vesu f a přepíná režim okna a celé obrazovky. Pomocí kláves „s” a „S” se pak ovládá StatsHandler, 
který nám zprostředkuje různé informace o výkonu, pro zájemce je tu opět dokumentace. O funkce, 
které se vztahují k stínovým tělesům, se stará třída SVKeyboardHandler. Pomocí ní se nastavují 
a přepínají metody a módy výpočtu stínových těles. Jedná se o velmi jednoduchou třídu odděděnou 
z osgGA::GUIEventHandleru. Tato třída přijímá zprávy a skrze metodu handle na ně může 
reagovat. V našem případě sbíráme zprávy o stisknutí kláves a podle toho voláme příslušné metody tříd 
ShadowVolume1 nebo ShadowVolumeGeometryGenerator. Pro přehledné shrnutí a dopl-
nění následuje seznam funkčních kláves:
• F1 – Zapne mód CPU_RAW (výchozí).
• F2 – Zapne mód CPU_SILHOUETTE.
• F3 – Zapne mód GPU_RAW.
• t – Zapne oboustranný stencil.
• o – Zapne klasický stencil (výchozí).
• p – Metoda z-pass (výchozí).
• i – Metoda z-fail.
• s – Zapíná stats handler. Vnitřní nástroj OSG, který na obrazovku nebo 
  do konzole vypíše určité statistiky jako např. FPS.
• S – Vypíše do konzole různé statistiky týkající se výkonu. Použito pro měření.
• F – Přepíná celoobrazovkový režim na okenní a zpět. Opět pomocí nástroje 
  OSG.
• mezerník – Vrátí kameru do výchozí pozice.
• ESC – Vypne aplikaci.
Možné kombinace jsou: jeden mód s jednou verzí stencilu s jednou metodou.
4.4  Ostatní
V této kapitole jsou umístěny třídy, které přímo nesouvisí se třídou ShadowVolume1 a slouží toliko 
jako pomůcka například pro měření.
4.4.1  Vypnutí V-sync
Zkratka V-sync značí vertikální synchronizaci. Jedná se o  schopnost grafi ckých karet adaptovat se 
na rychlost monitoru. Pokud ji zapneme, říkáme tím grafi cké kartě, že nemá počítat více snímků za se-
kundu, než je monitor schopen zobrazit. Karta tak šetří výkon, ale naměřené FPS (frames per second), 
jak se tato veličina označuje, nepřesáhne možnosti monitoru. Toto je však nepřípustné pro potřeby 
měření výkonu.
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Standardní nastavení ovladačů je nechat nastavení na aplikaci. Je samozřejmě možné v ovladačích pev-
ně určit jednu z možností a aplikace pak nic nezmůže. Výchozí nastavení OSG je zapnutý V-sync. Vzhle-
dem k  tomu, že standardní cesta k  vypnutí vertikální synchronizace v  OSG úplně implementována 
není, bylo nutné tento nedostatek obejít. Pro platformu Windows toto řeší rozšíření OpenGL a funkce 
s názvem wglSwapIntervalEXT. Pokud jí předáme jako parametr nulu, bude grafi cká karta pra-
covat na plný výkon. Tuto informaci je také potřeba nějak kartě předat z OSG. Navázání rozšíření je 
možné až v okamžiku, kdy je aktivní grafi cký kontext. Tuto možnost nám zprostředkuje potomek třídy 
GraphicsOperation, kterého si vytvoříme. V našem případě se jedná o třídu RealizeOperation. 
Zde se přetíží void operator(osg::GraphicsContext* gc). A jak je vidět ze signatury, je 
grafi cký kontext přímo parametrem. Pomocí něj navážeme a zavoláme zmíněnou funkci. Volání operá-
toru proběhne během činnosti třídy Viewer, o kterém byla již zmínka v kap. 3.1.3. Musí se mu pouze 
předat pomocí metody setRealizeOperation(osg::Operation *op).
4.4.2  EdgesObserver
Jako malý bonus, který může být využit v navazujících pracích, je třída EdgesObserver. O hlídači 
paměti již bylo něco napsáno v kapitole 3.1.4. Zde tedy pouze krátce o implementaci a využití v kódu. 
Při implementaci vlastního observeru opět narazíme na nedostatek dokumentace. Observery samotné 
mají k sobě zvláštní třídu tzv. chytrých ukazatelů, jako je ref_ptr pro běžné objekty. Tato šablono-
vá třída nese název observer_ptr. A funguje podobně jako ref_ptr. S tím rozdílem, že neruší 
ukazatel při nula referencích na objekt, ale ve chvíli, kdy je zrušen objekt, který se hlídá. Je tedy jasné 
že nelze zaměnit ref_ptr s observer_ptr. Co ovšem zjistíme až při překladu, je to, že námi od-
děděný observer musí dědit jak z osg::Observer, tak z osg::Referenced. To kvůli použití 
chytrých ukazatelů, a také proto, že observer nemá žádného předka, na rozdíl od většiny uživatelských 
tříd v OSG. Během vývoje byla tato třída použita pro odhalení úniku paměti z třídy SVGG a násled-
ného pádu programu. Během tvoření a sbírání geometrie se hodně pracuje s ukazateli a většinou není 
jisté, zda se jedná o referencované nebo běžné. I uvnitř samotného OSG se již našly nešťastné cyklické 
závislosti ukazatelů. Samotný observer nám zatím jen dává zprávu o smazání objektu z paměti. Jako 
doplněk této funkce je dobré použít vlastnosti třídy Referenced, která umožní získat počet referen-
covaných ukazatelů na daný objekt. Tak je možné zachytit případnou špatnou dealokaci zdrojů. Části 




Drtivá většina optimalizací pro metodu stínových těles se zabývá ušetřením pixelové propustnosti (fi ll 
rate) a  jen málo z nich má dopad na vertexovou propustnost (vertex throughput). Díky unifi kované 
architektuře mají dnes grafi cké karty stejný počet jednotek pro pixelové i  pro vertexové zpracování. 
Slabým místem pro vrcholy tak bývá sběrnice.
5.1  Vrcholy
Protože je jednoduché odhadnout, jaký bude přírůstek vertexů pro danou metodu a mód zobrazování, 
bylo měření zacíleno na pixelovou náročnost jednotlivých metod. Nárůst počtu vrcholů si zkusíme na-
stínit nyní pomocí jednoduchých výpočtů.
5.1.1  CPU_RAW
Pro mód je odhad poměrně snadný. Pro každý trojúhelník se tvoří komolý jehlan nebo jen jeho stě-
ny. Tři stěny se vykreslí jako 3 čtyřúhelníky a  podstavy jsou zase dva trojúhelníky. Dostáváme tedy 
3 × 4+2 × 3=18 vertexů navíc na trojúhelník při metodě z-fail a 12 při z-pass. To znamená, že se počet 
vrcholů scény zvedne 6krát nebo 4krát.
5.1.2  GPU_RAW
Při implementaci v shaderech je situace jiná. Po sběrnici posíláme původní množství vrcholů a množí-
me je až na grafi cké kartě pomocí geometry shaderu. Postup je v podstatě shodný s módem CPU_RAW, 
jen ušetříme trochu vrcholů, jelikož celý plášť jehlanu vytvoříme jako jeden triangle strip. Místo 12 
vrcholů pro z-pass tak produkujeme pouze 8. V metodě z-fail samozřejmě nic neušetříme. Jak se však 
záhy ukázalo, geometry shader není zrovna nejlépe navržen pro takovéto operace. Jeho pouhým zapo-
jením do grafi cké pipeline ztrácíme něco výkonu, a ten navíc rapidně klesá s více generovanými body. 
Bohužel se zatím nepodařilo vypátrat přesnou příčinu s využitím dostupných zdrojů, ani po konzultaci 
s některými členy ústavu počítačové grafi ky a multimédií VUT Brno. I s ohledem na různá internetová 
fóra, to však vypadá na vlastnost hardwaru 2.
5.1.3  CPU_SILHOUETTE
U siluety je situace složitější. Obecně lze říci, že silueta zabere √n z celkového počtu n vrcholů [11]. Pro 
z-fail dále platí, že light cap je tvořena přesnou geometrií povrchu přivrácených trojúhelníků a dark cap 
je v současné době tvořena z light cap promítnuté do nekonečna.
5.2  Měření počtu vykreslovaných pixelů
Počet vykreslených pixelů (nebo také fragmentů) se již takto spočítat nedá. Závisí totiž na rozlišení, 
pohledu do scény, topologii scény atd. Je ale možné jej pomocí grafi cké karty změřit.
K naměření počtu vykreslených pixelů bylo využito tzv. Occlusion queries. Je to rozšíření Open-
GL, které se dokáže grafi cké karty zeptat na počet pixelů, které prošly depth testem v určitém úseku 
vykreslování. Tuto vlastnost bylo opět potřeba do OSG doimplementovat v rámci projektu do předmětu 
PGP. Měření proběhlo na scénách, které dodal vedoucí práce (viz obrázky 16,17,18). Pohled do scén byl 
ponechán výchozí. Ten vypočte OSG při umisťování kamery. Na obrázcích je scéna natočená, aby bylo 
lépe vidět její obsah.
2 Některé odkazy na internetová fóra http://forums.developer.nvidia.com/index.php?showtopic=6036, http://www.gpgpu.
org/forums/viewtopic.php?t=4851.
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Obrázek 16: Model cubemap-test.osg.
Obrázek 17: Model PointLight_Cubes40x25.
























































































Tabulka 1: Měření modelu cubemap-test.osg.
Tabulka 2: Měření modelu 
PointLight_Cubes40x25.osg.
Tabulka 3: Měření modelu treppeWithLight.osg.
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Grafy 1–3 pak ukazují poměr mezi počtem pixelů základního modelu, jednoduché implementace RAW 
a optimalizací pomocí výpočtu siluety. Oboje metodou z-pass. Z-fail variantu nemá cenu uvádět, jelikož 
v podstatě k oběma číslům připočte konstantu, která je součtem light a dark caps. Počet vykreslených 























































Graf 3: Poměr vykreslených pixelů na modelu treppeWithLights.osg.
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5.3  FPS
Pro měření FPS byla vybrána pouze jedna scéna, a to PointLight_Cubes40x25, opět z výchozího pohledu. 
Pro zopakování uvedeme znovu proporce scény – 12 012 trojúhelníků a 36 036 vrcholů. Měření proběh-
lo na dvou různých strojích s různými grafi ckými kartami. Bohužel i v trochu odlišných rozlišeních, to 
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Tabulka 5: 1920x1080, GF 260.
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Jak je vidět, silueta přináší poměrně podstatné zrychlení na rozdíl od oboustranného stencilu (TSS). 
Výkon však hodně závisí na nastavení pohledu do scény. Našla se místa, kde se TSS projevil daleko vý-



























Graf 5: FPS v závislosti na metodě a módu. Souhrn tabulky 5.
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6  Možnosti dalšího vývoje
Jak je vidět z výsledků měření, výpočet siluety je asi nejzásadnějším zrychlením. Pokud bychom chtěli 
dále zrychlovat výpočet stínů metodou stínových těles, pak se určitě vyplatí investovat čas například 
do  zrychlení výpočtu siluety. Existují různé metody, které zrychlují hledání siluety pomocí projekce 
hran scény na Gaussovskou kouli či na krychli [11]. V dynamických scénách se také dá využít faktu, že 
pokud se scéna plynule pohybuje, pak nová silueta není daleko od té staré atp.
Většina existujících prací, které byly zmíněny v kapitole 2.2, se zabývá především snížením vy-
kreslovaných pixelů. V této souvislosti již bylo zmíněno několik rozšíření některých grafi ckých karet (viz 
kap. 3.4). Jedna z věcí je pak omezit vykreslování stínových těles pouze v platném rozsahu. Na toto se 
používají velmi rychlé Axis Aligned Bounding Boxes (AABB). Tak to lze například omezit vykreslování 
těles pouze na scénu a nikoli na nekonečno.
Zajímavé ušetření počtu vrcholů při konstrukci dark cap se naskýtá, pokud bychom zdegenerovali 
geometrii light cap [14]. V nekonečnu totiž není potřeba zachovat detail vrchní podstavy, potřebujeme 
pouze plochu. Pokud bychom měli hrany siluety seřazené tak, že by tvořily cyklus, stačil by nám jeden 
jednoduchý triangle fan místo původní, možná složitější, geometrie. Toto funguje i na nekonvexní siluetu 
(viz obrázek 19). Toto vylepšení je již v kódu z části rozpracované, nicméně z časových důvodu se jej 
nepodařilo dokončit.
Obrázek 19: Získání půdorysu nekonvexního tělesa ze siluety pomocí vějíře trojúhelníků [14]. 
Další velké zrychlení se očekávalo zapojením geometry shaderů. Obecně s  modernizací technologie 
grafi ckých karet se dá předpokládat možnost zrychlení výpočtu přesunutím jeho co největší části právě 
do grafi ky. Několik možností pro shadery již existuje (viz kap. 2.2.3). Zatím to však vypadá, že geometry 
shadery nejsou optimální. Proto také bylo upuštěno od pokusů přesunout výpočet siluety do grafi cké 
karty pomocí nové primitivy GLSL triangles_adjacency, kde se se třemi body trojúhelníku na-
víc posílají tři body okolních trojúhelníků [17].
Zajímavá se také jeví kombinace metody stínových těles a metody stínových map. Tedy pokud 
uživatel cílové aplikace například chce pohnout scénou nebo její částí, pak by se možná vyplatilo zkusit 
zvýšit plynulost během dynamické části pomocí stínových map. Jakmile by se scéna ustálila, dopočítaly 
by se stíny metodou stínových těles. Jako příklad může být prohlížeč modelů domu, kde uživatel bude 
posouvat různé objekty nebo přímo světlo. Během operace by mu byl zpřístupněn „náhled“ za pomoci 
stínových map. Výsledek by si pak ale mohl prohlídnout s přesnými stíny stínových těles.
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7  Závěr
Cílem práce bylo implementovat základní metody konstrukce stínových těles pro OSG do takové formy, 
aby se daly použít například v jednoduchých prohlížečích. Nepočítá se tedy s dynamickými scénami ani 
vysokou plynulostí zobrazování. Typicky nám stačí 10 FPS, někdy i méně. Úspěšnost je víceméně závislá 
na použitém modelu. Ale dá se říci, že výsledek je uspokojivý.
Uživatel třídy si může vybrat z několika možností, jak budou stíny konstruovány. Od toho se také 
odvíjí požadavky na výkon a zobrazované modely scény. Celý systém nevyžaduje žádný zásah do scény 
ze strany uživatele. Konstrukce stínů je automatická a nepotřebuje žádné informace navíc.
Dále je zde spousta možností na další práce a vylepšení. A také je možnost výslednou práci po drob-
ných úpravách začlenit do OSG, a dát ji tak k dispozici dalším lidem.
Na úplný závěr si ukažme srovnání kvality stínových těles se stínovými mapami implementova-
nými také v toolkitu OSG.
Obrázek 20: Model treppe.osg zobrazený technikou stínových map. 
Obrázek 21: Model treppe.osg zobrazený technikou stínových těles. 
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