





































































































































































































































































































































































































































































































































































































 CONFIG += release
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Kun määrittelytiedostoon on sisällytetty tämä rivi, liitännäisen pitäisi olla täysin 
yhteensopiva sen QtCreator version kanssa mihin se on ohjelmoitu, millä alustalla 
tahansa.
Kun QtCreator käynnistyessään luo liitännäiset, se tarkistaa jokaisen liitännäisen 
yhteensopivuusavaimen ja vain yhteensopivat liitännäiset käynnistetään, kaikki 
liitännäiset joiden yhteensopivuusavain on erilainen kuin QtCreatorin oma, jätetään 
suorittamatta./5/
Yhteensopivuusavain sisältää muun muassa seuraavia asioita:
− käyttöjärjestelmän sekä kääntäjän arkkitehtuurin
* siltä varalta, että kääntäjän eri versiot eivät ole yhteensopivia toistensa 
kanssa
− Qt­kirjaston määrittelyn, lista puuttuvista ominaisuuksista jotka saattavat 
vaikuttaa toimintaan
* kaksi eri kokoonpanoa samasta Qt­versiosta eivät ole binäärisesti 
yhteensopivia.
− Tarvittaessa erillinen merkkijono voidaan käsitellä komentorivillä
* tarjoaa sovelluskehittäjille mahdollisuuden luoda liitännäisiä, jotka voidaan 
suorittaa vain siihen linkitetyn kirjaston kanssa.
Debuggauksen yhteydessä nämä tarkistukset on mahdollista ohittaa määrittelemällä
Qt:n esikäsittelymakro QT_NO_PLUGIN_CHECK. /5/
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5 Nokia Hands­on lab QtCreator plug­in
Hands­OnPlugin­liitännäisen perusajatuksena on tuottaa Nokian Qt e­oppimateriaali 
Qt:ta aloittelevan ohjelmoijan saataville, helposti käytettävällä tavalla. 
QtCreatorin rakenteen ansiosta, ulkopuolisen tuottajan on helppo lisätä siihen omia osia 
liitännäisten muodossa. Liitännäisten rakenteesta löytyy todella vähän tietoa, joten 
niiden oppiminen tapahtuu parhaiten tekemällä. Qt:n Reference Documentation www­
sivulla on maininta liitännäisten liittämisestä omiin sovelluksiin sekä QtDesigneriin. 
QtCreator liitännäisistä ei siis löydy Qt:n dokumenteista mainintaa, mutta QtCreatorin 
rakentuessa täysin samalla tavalla kuin muutkin Qt­sovellukset, voidaan näitä ohjeita 
hyödyntää myös tämän liitännäisen luomisessa.
Liitännäisten tekemisessä tarvitsee huomioida muutama eroavaisuus suhteessa 
tavalliseen Qt­sovellukseen. Liitännäiselle määritellään ohjausmäärittelyt ja liitännäisen 
sijainti .pro­ sekä .pluginspec­määrittelytiedostoissa. 
QtCreator suorittaa …/plugins kansiossa olevat liitännäiset tietyssä järjestyksessä 
käynnistyksen yhteydessä. Tämä järjestys määräytyy .pro­ ja .pluginscpec­tiedostojen 
perusteella. Muut projektin tiedostot sisältävät käytettävät objektit ja toiminnot kuten 
tavallisissakin Qt­sovelluksissa.
Tässä luvussa käydään läpi taustatutkimuksena toteutettu Nokia Hands­on lab e­
oppimateriaali ­liitännäinen QtCreator­sovellukselle. Luvussa on mukana ohjelmakoodia 
liitännäisestä, sekä määrittelytiedostoja, jotka on selitetty esimerkkeineen toteutus 
järjestyksessä. 
Tampereen ammattikorkeakoulu  26 ( 33 ) 
Tietotekniikan koulutusohjelma 
Ohjelmistotekniikka 
Kuva 14. Liitännäinen auki QtCreator­kehitystyökalussa
5.1 HandsOnPlugin.pro
HansOnPlugin.pro­tiedosto pitää sisällään projektin ohjausmäärittelyt.
Jos projektissa käytetään joitakin Qt:n omia kirjastoja hyödyksi lisätään ne .pro­
tiedoston alkuun:
QT += webkit \ gui 
Webkit kirjastoliitäntä tuo pluginiin QWebkit­moduulin toiminnot, gui viittaa QtCore­
moduuliin eli Qt­ydintoimintoon.
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HandsOnPlugin­liitännäinen on määriteltävä myös kirjastoksi. Kirjaston nimi riippuu 
käyttöjärjestelmästä. Kirjaston nimen alkuosa määräytyy .pro tiedostossa TARGET 
määrityksellä ja pääte on alustakohtainen: HandsOnPlugin.dll Windows­ympäristössä ja 
libHandsOnPlugin.so Linux­ympäristössä:
TEMPLATE = lib 
TARGET = HandsOnPlugin 
Seuraavaksi määritellään asetukset joita liitännäinen käyttää hyödykseen. Asetukset on 
määritelty qtcreatorplugin.pri ja coreplugin.pri­tiedostossa. Nämä tiedostot ovat 
QtCreatorin ytimen suorittamia liitännäisten ohjaustiedostoja.
include(../../qtcreatorplugin.pri) 
include(../../plugins/coreplugin/coreplugin.pri) 
Seuraavat rivit .pro­tiedostossa määrittelevät projektiin kuuluvat tiedostot, ne tiedostot 
jotka pitävät sisällään liitännäisen muotoilumääritykset ja toiminnot. Vastaavat tiedot 
löytyvät jokaisesta Qt­projektista, oli se sitten liitännäinen tai sovellus:
HEADERS += HandsOnPlugin.h \ HandsOnWindow.h 
SOURCES += HandsOnPlugin.cpp \ HandsOnWindow.cpp 
Muut liitännäisen vaatimat tiedostot määritellään viimeiseksi .pro­tiedostossa, näitä 
tietoja ei löydy tavallisista Qt­sovelluksista:
OTHER_FILES += HandsOnPlugin.pluginspec
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5.2 HandsOnPlugin.pluginspec
Jokaisella liitännäisellä kuuluu olla pluginspec­tiedosto, joka pitää sisällään jotakin 
metadataa liitännäisestä. Tiedosto pitää sisällään mm. liitännäisen nimen, jota käytetään 
myös liitännäisen kirjaston nimenä ( HandsOnPlugin.dll Windowsissa ja 
libHandsOnPlugin.so Linuxissa). 
Muita tietoja pluginspec­tiedostossa on versionumero, vaadittava QtCreator­versio, 
palveluntarjoajan nimi, tekijänoikeudet, lisenssiteksti, kuvaus, tekijän URL ja lista 
riippuvuuksista. Listassa on lueteltuna kaikki liitännäiset, joista tämä liitännäinen on 
riippuvainen. 
QtCreatorin ydinprosessi ja PluginManager pitävät huolen, että .pluginspec­tiedostossa 
määritellyt riippuvuudet luodaan ennen liitännäisen luomista. Tässä tapauksessa ainoa 
riippuvuus on QtCreatorin ydinprosessi, joten liitännäinen luodaan ytimen 
käynnistyksen jälkeen tärkeysjärjestyksessä suhteessa muihin QtCreatorin liitännäisiin.
<plugin name="HandsOnplug­in" version="0.0.1" compatVersion="1.2.1"> 
<vendor>Kirsi­Marja Eskola</vendor> 
<copyright>(C) 2010 Kirsi­Marja Eskola</copyright> 
<license>Do anything you want</license> 
<description>Plug­in to integrate Forum Nokia Hands­on lab e­
learning material to QtCreator.</description> 
<url>thaa</url> 
<dependencyList> 
<dependency name="Core" version="1.2.1"/> 
</dependencyList> 
</plugin>
pluginspec­tiedoston tulisi sijaita samassa kansiossa kuin liitännäisen .pro­tiedosto.
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5.3 HandsOnplug­in.h
HandsOnPlugin­luokka toteuttaa IPlugin­rajapinnan ja perii Q_Object­luokan:
class HandsOnPlugin : public ExtensionSystem::IPlugin 
{ 
    Q_OBJECT 
public: 
    HandsOnPlugin(); 
    ~HandsOnPlugin(); 
    void extensionsInitialized(); 
    bool initialize(const QStringList &arg, QString *errMsg); 
private: 
    HandsOnWindow *m_view; 
private slots: 
    void about(); 
}; 
} // namespace Internal 
} // namespace HandsOn 
#endif // HANDSONPLUG_IN_H
5.4 HandsOnPlugin.cpp
Paikallisten muuttujien ( muu kuin widget tai funktio ) luomista lukuun ottamatta 
rakentaja ja tuhoajat eivät tee mitään.
HandsOnPlugin::HandsOnPlugin() 
{ } 
HandsOnPlugin::~HandsOnPlugin() 
{ } 
Tampereen ammattikorkeakoulu  30 ( 33 ) 
Tietotekniikan koulutusohjelma 
Ohjelmistotekniikka 
Initialize()­metodia kutsutaan, kun QtCreatorin ydinprosessi on valmis liitännäisen 
alustukseen. Tämän toiminnon ideaalisin käyttötapa olisi, että siinä alustettaisiin 
liitännäisen sisäinen tila, sekä rekisteröitäisiin toiminnot ja objektit QtCreatorille. 
Metodia kutsutaan kun ydinprosessi on luonut kaikki liitännäisen riippuvuudet. 
HandsOnPluginin ainoa riippuvuus on ydinprosessi, joten kutsuminen tapahtuu 
sovelluksen käynnistämisen alkuvaiheilla, heti tärkeämpien toimintojen suorittamisen 
jälkeen. 
ErrMsg pitää sisällään virhetiedon, jos jokin meni pieleen liitännäisen luonnissa, ja sitä 
pitäisi käsitellä niin, että sen on käyttäjän luettavissa joko liitännäisen käyttöliittymästä 
tai debuggerin terminaalista käännettäessä/testattaessa.
bool HandsOnplugin::initialize(const QStringList &args, 
QString *errMsg) 
{ 
    Q_UNUSED(args); 
    Q_UNUSED(errMsg); 
    // Add a mode to BaseMode. 
    Core::BaseMode *baseMode = new Core::BaseMode; 
    baseMode­>setUniqueModeName("HandsOn.HandsOnMode"); 
    //set mode name aka side bar button name 
    baseMode­>setName(tr("Hands­On Lab")); 
    //set sidebar icon image 
    baseMode­>setIcon(QIcon("star.png")); 
    //set priority on list 0=least important(on bottom) 
    baseMode­>setPriority(0); 
    //set base mode window widget 
    //for WebView get new HandsOnWindow­widget 
    m_view = new HandsOnWindow(); 
    //set widget to base 
    baseMode­>setWidget(m_view); 
    //set objects to workbench, destroyed automatically 
    addAutoReleasedObject(baseMode); 
    // Fetch the action manager 
    Core::ActionManager* am = Core::ICore::instance()­
>actionManager(); 
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// Create a HandsOn Lab menu 
    Core::ActionContainer* ac = am­>createMenu("HandsOnplug­
in.HandsOnMenu"); 
    ac­>menu()­>setTitle("Hands­On Lab"); 
    // Create a command for "HandsOnLab". 
    Core::Command* cmd = am­>registerAction(new 
QAction(this), 
                  "HandsOnLab.AboutHandsOn", 
                  QList<int>() << 0); 
    cmd­>action()­>setText("Start Hands­On Lab on 
windowedmode"); 
    // Add HandsOnLabmenu to the menubar 
    am­>actionContainer(Core::Constants::MENU_BAR)­
>addMenu(ac); 
    // Add the "HandsOnLab" action to the HandsOn menu 
    ac­>addAction(cmd); 
    // Connect the action 
    connect(cmd­>action(), SIGNAL(triggered(bool)), this, 
SLOT(about())); 
    return true; 
} 
ExtensionsInitialized()­toimintoa kutsutaan Initialize()­toiminnon jälkeen, kun kaikki 
liitännäisen riippuvuudet on luotu, tilanteessa jossa jonkin toisen liitännäisen toiminto 
on riippuvainen tästä liitännäisestä. Ydinprosessi kutsuu extensionsInitialized()­
toimintoa ennen riippuvaisen liitännäisen suorittamista.
void HandsOnPlugin::extensionsInitialized() 
{ 
} 
Viimeisenä liitännäinen rekisteröidään .cpp­tiedoston lopuksi käyttämällä makroa 
Q_EXPORT_plugin:
Q_EXPORT_plugin(HandsOnPlugin)
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6 Yhteenveto 
Qt on joustava ja tehokas sovelluskehitysympäristö, jolla ohjelmoitaessa on mahdollista 
tuottaa laajamittaisia ohjelmistoprojekteja hyvin lyhyessä ajassa ja mikä parasta, 
sovellusmarkkinoita ajatellen, yhden koodin kirjoittaminen kaikille kohdelaitteille 
yhteensä on tehokkuuden huipentuma. Qt perustuu C++­ohjelmointikieleen, ja on 
kehitetty ohjelmoijien tarpeeseen helpottamaan ohjelmointia sekä sovellusten levitystä. 
Qt:tä tukevia alustoja ovat mm. Linux­, Windows­ sekä Mac OS X ­käyttöjärjestelmän 
sisältävät tietokoneet, Nokian Symbian­ ja maemo­mobiililaitteet, sekä sulautettujen 
järjestelmien laitteita, kuten muutamat Fluke­mittalaitteet.
Qt on käytössä todella monessa suositussa sovelluksessa meidän siitä mitään tietämättä, 
vaikka olemme tuttuja ohjelmointimaailman kanssa. Qt on alustariippumaton 
ohjelmointikieli, mutta monella yrityksellä se on käytössä vain yhdelle kohdelaitteelle 
tarkoitetussa kaupallisessa sovelluksessa. Qt:n suosiosta on voidaan päätellä sen olevan 
helposti omaksuttava kieli.
Liitännäiset ovat sovelluksen lisäosia, jotka on tuotettu helpottamaan sovelluksen 
toimintaa tai lisäämään siihen ominaisuuksia joita se ei normaalisti sisällä. Liitännäiset 
eivät toimi ilman sovellusta johon se on kehitetty. 
Qt:n toiminnot perustuvat pääsääntöisesti ytimen ympärille liitettyihin liitännäisiin. Qt 
sovelluskehityksessä käytettävän QtCreator­työkalun jokainen komponentti on oma 
liitännäisensä. Liitännäiset luodaan sovelluksen käynnistyessä ja niille tehdään 
yhteensopivuustarkastus. Jos liitännäinen on yhteensopiva, se käynnistetään ja on 
käytettävissä sovelluksessa kuten muutkin sen alkuperäiset toiminnot.
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QtCreator on hyvä sovellus Qt­aloittelijalle esimerkkien ja laajennettavuutensa ansiosta. 
Kieleen sisälle päästyään Eclipse­integraatiot ja muut kehitystyökalut tarjoavat 
tehokkaamman tavan ohjelmoida. QtCreator­liitännäisten ohjelmoinnin helppouden 
ansiosta jokainen voi kuitenkin muodostaa QtCreatorista juuri itselleen sopivan 
kehitystyökalun. 
Qt:n tarjoamat kirjastot on helppo oppia. Qt:n objektien avulla voidaan luoda näyttäviä 
ja toimivia käyttöliittymiä lyhyessä ajassa. QtCreatoriin sisältyvä QtDesigner on hyvä 
lähtökohta graafisten käyttöliittymien luomiselle. Kieltä jo oppineet kirjoittavat 
kuitenkin käyttöliittymäkomponentit toiminnallisuuksineen nopeasti suoraan koodiin, 
joka jättää QtDesignerin käytön lähes olemattomaksi.
Qt on monipuolinen, helposti omaksuttava ja kiinnostava sovelluskehitysympäristö. 
Qt:llä saa nopeasti aikaan näyttäviä ja toimivia sovelluksia. Qt:n paras puoli on sen 
alustariippumattomuus, joka helpottaa sovellusten tuottamista eri alustoille. Linux­
käyttöjärjestelmä kasvattaa jatkuvasti suosiotaan ja markkinoille on tuotu yhä enemmän 
Qt:tä tukevia älypuhelimia, nämä ja monet muut syyt varmasti lisäävät Qt:n suosiota 
myös harrastajien parissa, uusien innovaatioiden luomisessa.
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Liitteet
LIITE 1
HansOnPlugin­liitännäisen lähdekoodit kokonaisuudessaan.
HandsOnPlugin.pro
***********************************************
QT += webkit \ gui 
CONFIG += release 
TEMPLATE = lib 
TARGET = HandsOnPlugin 
include(../../qtcreatorplugin.pri) 
include(../../plugins/coreplugin/coreplugin.pri) 
HEADERS += HandsOnPlugin.h \ 
    HandsOnWindow.h 
SOURCES += HandsOnPlugin.cpp \ 
    HandsOnWindow.cpp 
OTHER_FILES += HandsOnPlugin.pluginspec
HandsOnPlugin.pluginspec
***********************************************
<plugin name="HandsOnPlugin" version="0.0.1" compatVersion="1.3.1"> 
    <vendor>Kirsi­Marja Eskola</vendor> 
    <copyright>(C) 2010 Kirsi­Marja Eskola</copyright> 
    <license>Do anything you want</license> 
    <description>Plugin to integrate Forum Nokia Hands­on lab e­
learning material to QtCreator.</description> 
    <url>thaa</url> 
    <dependencyList> 
        <dependency name="Core" version="1.3.1"/> 
    </dependencyList> 
</plugin> 
/*********************************************************************
  * 
  * HandsOnPlugin.h 
  * Author: Kirsi­Marja Eskola 
  * Date: 14.02.2010 
  * 
  *******************************************************************/ 
#ifndef HANDSONPLUGIN_H 
#define HANDSONPLUGIN_H 
#include <extensionsystem/iplugin.h> 
#include <QtWebKit/QWebView> 
#include "HandsOnWindow.h" 
namespace HandsOn { 
namespace Internal { 
class HandsOnPlugin : public ExtensionSystem::IPlugin 
{ 
    Q_OBJECT 
public: 
    HandsOnPlugin(); 
    ~HandsOnPlugin(); 
    void extensionsInitialized(); 
    bool initialize(const QStringList &arg, QString *errMsg); 
private: 
    HandsOnWindow *m_view; 
private slots: 
    void about(); 
}; 
} // namespace Internal 
} // namespace HandsOn 
#endif // HANDSONPLUGIN_H
/*********************************************************************
  * 
  * HandsOnPlugin.cpp 
  * Author: Kirsi­Marja Eskola 
  * Date: 14.02.2010 
  * Description: HandsOnPlugin functionality 
  * 
  *******************************************************************/ 
#include "HandsOnPlugin.h" 
#include <coreplugin/actionmanager/actionmanager.h> 
#include <coreplugin/basemode.h> 
#include <coreplugin/coreconstants.h> 
#include <coreplugin/icore.h> 
#include <coreplugin/modemanager.h> 
#include <coreplugin/uniqueidmanager.h> 
#include <QtCore/QtPlugin> 
#include <QtGui/QAction> 
#include <QtGui/QMenu> 
using namespace HandsOn::Internal; 
//constructor 
HandsOnPlugin::HandsOnPlugin() 
{ 
} 
//destructor 
HandsOnPlugin::~HandsOnPlugin() 
{ 
} 
//function when plug­in inizialised 
bool HandsOnPlugin::initialize(const QStringList &args, QString 
*errMsg) 
{ 
    Q_UNUSED(args); 
    Q_UNUSED(errMsg); 
    // Add a mode to BaseMode. 
    Core::BaseMode *baseMode = new Core::BaseMode; 
    baseMode­>setUniqueModeName("HandsOn.HandsOnMode"); 
    //set mode name aka side bar button name 
    baseMode­>setName(tr("Hands­On Lab")); 
    //set sidebar icon image 
    baseMode­>setIcon(QIcon("star.png")); 
    //set priority on list 0=least important(on bottom) 
    baseMode­>setPriority(0); 
    //set base mode window widget 
    //for WebView get new HandsOnWindow­widget 
    m_view = new HandsOnWindow(); 
    //set widget to base 
    baseMode­>setWidget(m_view); 
    //set objects to workbench, destroyed automatically 
    addAutoReleasedObject(baseMode); 
    // Fetch the action manager 
    Core::ActionManager* am = Core::ICore::instance()­
>actionManager(); 
    // Create a HandsOn Lab menu 
    Core::ActionContainer* ac = am­
>createMenu("HandsOnPlugin.HandsOnMenu"); 
    ac­>menu()­>setTitle("Hands­On Lab"); 
    // Create a command for "HandsOnLab". 
    Core::Command* cmd = am­>registerAction(new QAction(this), 
                                            "HandsOnLab.AboutHandsOn", 
                                            QList<int>() << 0); 
    cmd­>action()­>setText("Start Hands­On Lab on windowed mode"); 
    // Add HandsOnLabmenu to the menubar 
    am­>actionContainer(Core::Constants::MENU_BAR)­>addMenu(ac); 
    // Add the "HandsOnLab" action to the HandsOn menu 
    ac­>addAction(cmd); 
    // Connect the action 
    connect(cmd­>action(), SIGNAL(triggered(bool)), this, 
SLOT(about())); 
    return true; 
} 
void HandsOnPlugin::extensionsInitialized() 
{ 
} 
void HandsOnPlugin::about() 
{ 
    //WINDOWED MODE FOR HANDS­ON LAB 
    //for WebView get new HandsOnWindow­widget 
    m_view = new HandsOnWindow(); 
    //set widget visible 
    m_view­>setVisible(true); 
    //set objects to workbench 
    addAutoReleasedObject(m_view); 
} 
Q_EXPORT_PLUGIN(HandsOnPlugin)
#ifndef HANDSONWINDOW_H 
#define HANDSONWINDOW_H 
/*********************************************************************
  * 
  * HandsOnWindow.h 
  * Author: Kirsi­Marja Eskola 
  * Date: 14.02.2010 
  * 
*********************************************************************/ 
#include <QtGui/QWidget> 
#include <QtWebKit/QWebView> 
#include <QtCore/QUrl> 
#include <QtGui/QLabel> 
#include <QtCore/QUrl> 
QT_FORWARD_DECLARE_CLASS(QLabel); 
namespace HandsOn { 
namespace Internal { 
class HandsOnWindow : public QWidget 
{ 
    Q_OBJECT 
public: 
    HandsOnWindow(QWidget *parent = 0); 
private slots: 
    void loadFin(bool); 
    void loadStart(); 
private: 
    QWebView *view; 
    QLabel *label; 
    QUrl *url; 
}; 
} // namespace Internal 
} // namespace HandsOn 
#endif // HANDSONWINDOW_H
/*********************************************************************
  * 
  * HandsOnWindow.cpp 
  * Author: Kirsi­Marja Eskola 
  * Date: 14.02.2010 
  * Description: Creates a webview widget to use on HandsOnPlugin. 
  * 
  *******************************************************************/ 
#include "HandsOnWindow.h" 
#include <QtCore/QUrl> 
#include <QtGui/QProgressBar> 
#include <QtGui/QPushButton> 
#include <QtWebKit/QWebSettings> 
using namespace HandsOn::Internal; 
HandsOnWindow::HandsOnWindow(QWidget *parent) 
   : QWidget(parent) 
{ 
    view = new QWebView(this);          //create webview­widget 
    view­>setGeometry(0,30,1020,700);   //set webview window geometry 
    view­>page()­>settings()­
>setAttribute(QWebSettings::JavascriptEnabled, true); 
    view­>page()­>settings()­
>setAttribute(QWebSettings::JavascriptCanOpenWindows, true); 
    view­>page()­>settings()­>setAttribute(QWebSettings::JavaEnabled, 
true); 
    view­>page()­>settings()­>setAttribute(QWebSettings::ZoomTextOnly, 
true); 
    url = new QUrl("http://www.forum.nokia.com/document/Mobile_Hands­
on_Labs/?javascript:fn_toggleNavigation(false);"); 
    //url­>addQueryItem("function"," ); 
    QString s_url = url­>toString(QUrl::FormattingOption(0x0)); 
    view­>load(s_url); //load specified url 
    QPushButton *button = new QPushButton("Reload Page", 
this);     //create reload button 
    button­>setGeometry(0, 0, 101, 
24);                             //set button position 
    QObject::connect(button, SIGNAL(clicked()),view ,SLOT(reload())); 
//set signal to reload on button press 
    QProgressBar *pbar = new QProgressBar(this);        //create 
progressbar 
    pbar­>setGeometry(102, 0, 250, 24);                 //set 
progressbar position 
    QObject::connect(view, SIGNAL(loadProgress(int)),pbar 
,SLOT(setValue(int)));    //set signal to indicate load progress 
    label = new QLabel(this);                           //create text 
label 
    label­>setGeometry(353, 0, 400, 24);                //set label 
position 
    label­>setText("Loading Page, Please wait...");     //set label 
text 
    QObject::connect(view, SIGNAL(loadFinished(bool)),this 
,SLOT(loadFin(bool)));   //set signal to read finished load or 
error 
    QObject::connect(view, SIGNAL(loadStarted()),this 
,SLOT(loadStart()));          //set signal to read started load 
} 
void HandsOnWindow::loadFin(bool state) 
{ 
    //if load finished state is true set text to load Finished, else 
ERROR 
    if(state==true) 
    { 
        label­>setText("Load Finished!"); 
    } 
    else 
    { 
        label­>setText("Error loading page!"); 
    } 
} 
void HandsOnWindow::loadStart() 
{ 
    //on load set text... 
    label­>setText("Loading Page, Please wait..."); 
} 
