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XML: de eend met de gouden eieren? 
XML is al een tijdje één van de hypes. Alles moet met XML. Als kritisch informaticus begint het dan bij mij te 
kriebelen. Hoezo alles moet met XML? Klinkt een beetje als ik heb een hamer en alles ziet er ineens uit als een 
spijker. Het kan toch niet waar zijn dat men werkelijk iets heeft uitgevonden dat een oplossing is voor al onze 
problemen? In dit artikel wil ik een aantal van applicatiegebieden de revue laten passeren en eens kritisch 
bekijken of het wel allemaal goud is wat er blinkt. 
Als eerste zal ik even in het kort uitleggen wat XML eigenlijk is. Geen uitgebreide tutorial, daarvoor is genoeg 
literatuur voorhanden, maar even de basisprincipes. Ook zullen aanverwante zaken als DTD’s en XSL besproken 
worden. Daarna ga ik in op de vraag waar XML oorspronkelijk voor bedoeld is en of XML wel geschikt is voor 
die toepassing. Technologie wordt ook vaak ingezet voor toepassingen waar het eigenlijk niet voor bedoeld is, 
maar waarvoor het wel geschikt lijkt. Een aantal van die toepassingen zullen bekeken worden op zoek naar 
zaken die op spijkers lijken, maar misschien helemaal geen spijkers zijn. 
Introductie XML 
XML staat voor eXtensible Markup Language. Hiermee zet het zich af tegen HTML (HyperText Markup 
Language), dat wordt gebruikt om webpagina’s mee vorm te geven. Een klein stukje HTML is bijvoorbeeld 
<H1>Titel</H1> 
Dit is een stukje tekst met opmaak zoals <B>bold</B> en <I>italics</I>.<P> 
HTML is grofweg tekst met daarin tags voor opmaak. Een begin tag is een woord tussen ‘<’ en ‘>’ en bij elke 
begin tag hoort een end tag. Dat is hetzelfde woord maar dan tussen ‘</’ en ‘>’. De HTML-standaard definieert 
welke tags je mag gebruiken en wat voor betekenis of effect ze hebben. 
Met XML wil men tegemoet komen aan de behoefte om niet de presentatie maar de conceptuele structuur van 
informatie vast te leggen. Het idee van tags is overgenomen, maar je mag zelf verzinnen welke, d.w.z. de XML-
standaard legt daar niets over vast. Alleen de syntax voor tags, attributen en commentaar worden vastgelegd als 
ook dat een begin tag altijd moet worden afgesloten met een end tag en dat die netjes gebalanceerd genest zijn 
net zoals haakjes (en dus niet zoals de ‘<P>’-tag van HTML). Hieronder staat een voorbeeld van een XML-
document [Eck99] 
<?xml version="1.0"?> 
<!DOCTYPE Boek SYSTEM "boek.dtd"> 
<!-- Vanaf hier begint de XML-data --> 
<Boek soort="paperback"> 
 <Titel>XML Pocket Reference</Titel> 
 <Auteur>Robert Eckstein</Auteur> 
 <Prijs>US$8.95</Prijs> 
</Boek> 
De eerste regel zegt dat het een XML-document is dat zich conformeert aan versie 1.0 van de XML-standaard. 
De tweede regel kom ik zo op terug. Alles tussen ‘<!--’ en ‘-->’ is commentaar. Daarna begint de ‘echte’ 
XML-data. Alles is gestructureerd m.b.v. tags. Tussen begin en end tag kunnen andere tags voorkomen of 
gewoon tekst of andere data. Tussen ‘<Boek>’ en ‘</Boek>’ staat alle informatie over een boek, in dit geval 
prijs titel, auteur en prijs. Tussen ‘<Auteur>’ en ‘</Auteur>’ staat een stukje tekst dat de naam van de auteur 
is. Een begin tag kan ook attributen hebben. Na de tagnaam komt dan iets van de vorm ‘attribuutnaam = 
waarde’. Bijvoorbeeld bij boek is het attribuut ‘soort’ opgenomen, dat hier aangeeft dat het een paperback is. 
Begin en end tag mogen ook gecombineerd worden als er geen informatie tussen staat, bijvoorbeeld ‘<Auteur 
naam="Robert Eckstein"/>’.  
Dit is duidelijk een XML-bestand dat O’Reilly publishers zou kunnen gebruiken om informatie over een boek 
mee vast te leggen. Het zelf verzinnen van namen van tags is natuurlijk niet altijd handig. Als iemand bij 
O’Reilly verzint dat ‘Book’ eigenlijk een betere naam is dan ‘Boek’ en hij/zij verandert dat zomaar, dan krijg je 
natuurlijk wildgroei. Kortom, alle betrokkenen moeten afspreken welke tag- en attribuutnamen ze gebruiken en 
hoe die genest mogen zijn. En daar komt die tweede regel de hoek om kijken. Die verwijst namelijk naar het 
bestand “boek.dtd”. Dit is een Data Type Definition (DTD). Dat bestand specificeert precies deze afspraak. 
Als men een DTD overeenkomt, dan kan men zonder veel problemen de informatie uitwisselen; de interface is 
hiermee immers vastgelegd. Nou ja, ze moeten natuurlijk wel afspreken dat de ‘Titel’-tag gebruikt wordt om 
de titel van een boek mee aan te geven om te voorkomen dat die tag misbruikt wordt om andere informatie mee 
door te geven (bijvoorbeeld de titulatuur van de auteur, bv. ‘Prof. Dr.’). De bij het bovenstaande XML-document 
behorende DTD zou er als volgt uit kunnen zien: 
<!-- DTD voor uitwisseling van informatie over een boek --> 
<!ELEMENT Boek (Titel, Auteur, Prijs)> 
<!ELEMENT Titel (#PCDATA)> 
<!ELEMENT Auteur (#PCDATA)> 
<!ELEMENT Prijs (#PCDATA)> 
<!ATTLIST Boek soort (paperback | hardcover) #REQUIRED> 
De bovenstaande DTD specificeert dat binnen de ‘Boek’-tag de ‘Titel’-, ‘Auteur’- en ‘Prijs’-tags moeten 
voorkomen in die volgorde. Deze tags zijn allemaal als ‘#PCDATA’ gedeclareerd, d.w.z. ze bevatten een normaal 
stuk tekst dat niet nader gespecificeerd is. Bovendien heeft de ‘Boek’-tag nog een verplicht attribuut ‘soort’ dat 
ofwel ‘paperback’ ofwel ‘hardcover’ moet bevatten. In DTD’s kun je natuurlijk veel meer opgeven, zoals 
optionele tags enzo. 
Dit is de basis van XML. Niet meer, niet minder. Waarom wordt er dan zoveel ophef over gemaakt, zul je 
denken … 
Waar is XML voor bedoeld? 
Zoals in de vorige paragraaf duidelijk wordt, kun je met XML informatie op een conceptueel niveau vastleggen. 
Natuurlijk wil je die informatie nog steeds presenteren, bijvoorbeeld op het web. Ook daar heeft standaardisatie 
plaatsgevonden in de vorm van XSL ofwel de eXtensible Stylesheet Language. Hieronder een voorbeeld: 
<?xml version="1.0"> 
<xsl:stylesheet xmlns:xsl="http://www.w3.org/TR/WD-xsl"> 
 <xsl:template match="Boek"> 
  <xsl:text>Boek: </xsl:text> 
  <xsl:apply-templates select="Titel"/> 
 </xsl:template> 
 <xsl:template match="Titel"> 
  <xsl:text>"</xsl:text> 
  <xsl-apply-templates/> 
  <xsl:text>"</xsl:text> 
 </xsl:template> 
</xsl:stylesheet> 
Deze stylesheet kun je toepassen op een XML-document volgens de boek.dtd en het produceert dan voor het 
voorbeeld ‘Boek: "XML Pocket Reference"’, d.w.z. het zoekt de titel uit het document en presenteert het in 
een voor mensen handig leesbare vorm. 
Merk op dat het bovenstaande netjes voldoet aan de XML-standaard. XSL is dus eigenlijk weer een collectie 
tags die je op een bepaalde manier kunt nesten en die een bepaalde uitwerking heeft als je ’m door een XSL-
processor haalt. De tags hebben allemaal de prefix ‘xsl:’ en dat is een conventie die te maken heeft met 
namespaces. Hierop ga ik niet verder in. Met een ‘xsl:template’ kun je bepaalde tags uit een XML-document 
selecteren en voor de geselecteerde tags bewerkingen specificeren. ‘xsl:text’ produceert een stukje tekst en 
‘xsl:apply-templates’ voert de bewerkingen uit op de informatie binnen de geselecteerde tag. Als er voor 
een bepaalde tag geen template is, dan wordt de default-bewerking uitgevoerd, d.w.z. de inhoud van de tag wordt 
gepresenteerd. In het voorbeeld selecteert de eerste template de ‘Boek’-tag, produceert wat tekst en voert alle 
bewerkingen uit op alleen de ‘Titel’-tags binnen die ‘Boek’-tag (als je dat niet gedaan zou hebben, dan zou 
ook de auteur en prijs vermeld worden). De tweede template zorgt er vervolgens voor dat er quotes om de titel 
komen te staan. 
Het mooie van XML en XSL is dus dat je presentatie en content van elkaar kunt scheiden. De content, ofwel 
informatie zelf, staat in het XML-document en de presentatie staat in de XSL-specificatie. We weten allemaal 
dat het scheiden van content en presentatie een goed idee is, bijvoorbeeld omdat het het onderhoud en uniforme 
presentatie vergemakkelijkt. Kijk maar eens op de website van de databasegroep waar ik zelf deel van uitmaak 
[U-DB]. De informatie op onze website is volledig in XML vastgelegd en de presentatie wordt volledig verzorgd 
door een collectie XSL-specificaties. De webserver van Informatica bevat een plug-in genaamd Cocoon [U-
Cocoon] die de opgevraagde XML-informatie presenteert volgens de bijbehorende XSL-specificatie. De 
informatie- en presentatiestructuur is ontworpen volgens de webspacemethode van één van onze promovendi 
[Zwol00]. 
Maar content en presentatie scheiden kun je ook op andere manieren voor elkaar krijgen. Bijvoorbeeld door de 
content in een database te stoppen. In korte tijd is bijvoorbeeld de combinatie PHP/MySQL heel populair 
geworden om websites mee te bouwen. MySQL is een lichtgewicht relationele database en PHP is een scripttaal 
waarmee je er als programmeur makkelijk op kan toegrijpen. Beide combinaties, XML/XSL en PHP/MySQL, 
hebben zo hun voor- en nadelen. Een goede ontwerper zal dus per toepassing moeten onderzoeken welke voor- 
en nadelen het meeste hout snijden en een weloverwogen keuze maken. De informatie in XML is op een 
hiërarchische manier gestructureerd (zie Figuur 1) en in een (relationele) database in tabellen. Ervaring wijst uit 
dat als je de hiërarchische structuur volgt, het goed werkt, maar doe je dat niet, dat het al snel veel lastiger wordt. 
Evenzo is het afwijken van de tabelstructuur bij een database, bijvoorbeeld het opslaan en opvragen van een 
hiërarchische structuur, weer heel lastig. Een belangrijk aspect voor de keuze voor het een of het ander, ligt dus 
op het vlak van de logische structuur van de informatie en de manier hoe je die wilt bevragen. 
De kracht van XML/XSL komt ook voort uit het feit dat het gedegen in elkaar steekt. Net zoals Java gebaseerd is 
op de ervaringen met C++, zo is XML gebaseerd op de ervaringen met HTML en SGML. Je kunt met XSL 
bijvoorbeeld niet alleen tekst produceren, maar ook HTML of een nieuw XML-document. Er zijn vele 
mogelijkheden voor selectie en bewerkingen. Met XSL kun je dus presenteren, zoeken én transformeren. Op dat 
laatste kom ik in de paragraaf “Andere toepassingen” nog weer terug. Omdat XSL zelf ook aan de XML-
standaard voldoet, zou je dus ook weer een stylesheet kunnen produceren en dus zeer wilde dingen doen [RB00]. 
XML voor informatieuitwisseling 
XML wordt heel veel gebruikt voor het uitwisselen van informatie tussen applicaties. Zonder XML zou je 
daarvoor je eigen formaatje bedenken. De één bedenkt een binair formaat dat op bepaalde posities bepaalde 
informatie bevat die op een bepaalde manier gecodeerd is, de ander gebruikt een tekstformaat waarin velden 
gescheiden zijn d.m.v. speciale tekens. Elk doet dat op z’n eigen manier, maar i.h.a. geldt dat alles exact moet 
kloppen anders ‘begrijpt’ de doelapplicatie het niet en vaak gaat het dan ook mis op de details, zoals “hoe geef ik 
een karakter door dat gebruikt is als speciaal teken om velden mee te scheiden?” Ook moet je elke keer weer een 
parser schrijven die het formaat inleest, controleren of het bestand of bericht wel voldoet aan de 
overeengekomen specificatie en de applicatie moet foutafhandelingscode bevatten voor het geval dat het niet 
voldoet. 
Kortom, heel wat werk voor iets simpels en alledaags als informatie uitwisselen. XML standaardiseert dit 
allemaal. Het is altijd een tekstbestand (en dus goed overdraagbaar naar verschillende platformen), dat altijd 
gestructureerd is d.m.v. tags. Het legt ook vast hoe je de structuur van het XML-document kunt specificeren 
(DTD). Doordat dit allemaal gestandaardiseerd is, zijn er generieke tools voor ontwikkeld. Je hoeft geen parser 
meer te schrijven, want die kun je zo van de plank pakken. Er zijn al veel gratis en commerciële XML-parsers te 
verkrijgen [U-W3C][U-XML]. Er zijn twee soorten parsers. De één zet het bestand of bericht automatisch om in 
een eveneens gestandaardiseerde objectstructuur genaamd DOM (Document Object Model) (Zie Figuur 1) en de 
ander in een event sequence genaamd SAX. Ook hoef je geen programmatuur meer te schrijven dat verifieert of 
het bestand of bericht wel voldoet aan de specificatie, want deze parsers nemen ook deze taak graag op zich, 
d.w.z. ze kunnen controleren of het voldoet aan de DTD. En een DOM-structuur omzetten naar een XML-
bestand of -bericht gaat natuurlijk ook automatisch. 
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Figuur 1: DOM-structuur voorbeelddocument 
XML neemt je als ontwikkelaar dus een boel werk uit handen. Je kunt je concentreren op waar het echt om gaat: 
afspreken hoe informatie uit te wisselen. Standaardisatie werkt hier goed om overhead te reduceren. Maar 
standaardisatie staat of valt natuurlijk met draagvlak. Ik had nooit gedacht dat ik het als wetenschapper uit m’n 
keel zou krijgen, maar eigenlijk is de hype wel goed. Als iedereen meehypet, dan creëert dat een gigantisch 
draagvlak. Iedereen gebruikt het, tools worden snel beter en robuuster. Een andere succesfactor voor 
standaardisatie is KISS (Keep It Simple Stupid!) Zeg nou zelf, wat ik in de eerste paragraaf vertelde is uitermate 
simpel en al voldoende om simpele informatieuitwisselingstaken mee voor elkaar te krijgen. En voor de mensen 
die meer willen, zijn er allerlei geavanceerde features bedacht of nog in de maak (zie weer [U-W3C] en [U-
XML]). Helaas is de standaard nog wel in beweging, dus houd wel rekening met overhead als gevolg van 
wijzigingen in de standaard. 
De brandende vraag is natuurlijk, werkt het nou echt zo gemakkelijk? Is het allemaal goud dat er blinkt? Mijn 
persoonlijke mening is dat het voor het uitwisselen van informatie zeer geschikt is vanwege de hierboven 
genoemde voordelen (en nog wel meer, zie verderop). Voor echt performancegevoelig berichtenverkeer 
misschien niet, maar een gereduceerde ontwikkeltijd en extensibiliteit zijn tegenwoordig vaak veel belangrijker. 
Mooi voorbeeld is het ICQ-achtige messaging system Jabber [U-Jabber]. 
Wat betekent eigenlijk “het moet met XML”? 
Jullie zijn nu inmiddels allemaal hardstikke enthousiast geworden over XML. Reden om ook maar mee te doen 
met de “alles moet met XML”-hype? Wat betekent het eigenlijk dat iets met XML moet? Een voorbeeld: laatst 
las ik dat men wilde gaan eisen dat op de UT alle proefschriften in XML aangeleverd worden. Hoe zet je een 
proefschrift in XML? Strikt genomen is XML alleen een hele algemene standaard voor syntax, dus ik zou heel 
gemakkelijk m’n eigen proefschrift in XML kunnen omzetten op de volgende manier: 
<Proefschrift> 
 <Byte>92</Byte>    <!-- '\' --> 
 <Byte>100</Byte>   <!-- 'd' --> 
 <Byte>111</Byte>   <!-- 'o' --> 
 : 
 </Byte>116</Byte>  <!-- 't' --> 
 </Byte>125</Byte>  <!-- '}' --> 
</Proefschrift> 
Mijn proefschrift is namelijk geschreven met Latex, de eerste regel is ‘\documentclass[fleqn]{phdbook}’ 
en de laatste ‘\end{document}’. Zo, mijn proefschrift staat in XML. En het mooie is, dit werkt ook nog eens 
voor alle tekstverwerkerformaten. Fantastisch … NOT! 
Het zegt nagenoeg niets dat iets in XML staat. Dat mijn proefschrift zoals hierboven in XML staat, voegt 
namelijk helemaal niets toe en dus is het onzinnig om het zo te doen. XML standaardiseert wel, maar 
standaardiseert niet alles! Er is nog steeds een moeizaam standaardisatieproces nodig tussen de betrokken 
partijen om te komen tot nuttige structuur van de documenten, nuttiger dan die ‘Byte’-structuur van hierboven. 
Men had dus eigenlijk moeten zeggen: “Alle proefschriften moeten in XML volgens DTD proefschrift.dtd” met 
een proefschrift.dtd dat bijvoorbeeld tags als ‘Titel’, ‘Auteur’, ‘Hoofdstuk’, ‘Benadrukt’, ‘Figuur’, 
"Referentie" enzo bevat. De toegevoegde waarde van het in XML zetten zit ’m er namelijk o.a. in dat je 
bepaalde informatieëlementen makkelijk kunt onderscheiden. Als je alle proefschriften in XML hebt volgens 
zo’n DTD, kun je bijvoorbeeld bepalen naar welk artikel er het vaakst gerefereerd wordt. 
Dit is een belangrijk aspect: XML maakt, mits juist toegepast, de structuur van het document duidelijk, maakt de 
informatie in het document beter toegankelijk en dus maakt het mogelijk om gerichter naar informatie en 
documenten te zoeken of om documentcollecties te analyseren. “Mits juist toegepast”, omdat een XML-
document natuurlijk niet meer structuur prijsgeeft, dan in de bijbehorende DTD wordt onderkend. 
Het bovenstaande voorbeeld is eigenlijk nauwelijks specifiek voor proefschriften. Ze hebben een DTD nodig 
voor gestructureerde documenten. Aan een dergelijke standaard wordt natuurlijk gewerkt. Alle documenten van 
alle (gangbare) tekstverwerkers moeten zonder veel moeite naar dit formaat omgezet kunnen worden, zonder dat 
het de vrijheid van gebruikers beperkt en zó, dat het ook nog eens de juiste informatie toegankelijk maakt. Je 
voelt natuurlijk al op je klompen aan dat het een moeizaam proces is om alle betrokkenen op een lijn te krijgen 
voor een dergelijke DTD. En dan nog moet goed duidelijk zijn wat de toegevoegde waarde is t.o.v. andere 
documentstandaarden zoals het zeer succesvolle PDF. Voor de proefschriften kunnen ze op de UT waarschijnlijk 
veel beter alleen wat metadata in XML bijleveren, zoals titel, auteur, datum, ISBN-nummer, etc. Het document 
zelf laat je dan gewoon ongemoeid. 
XML-databases 
Grote documentcollecties worden omgezet naar XML vanwege de betere uitwisselbaarheid en 
zoekmogelijkheden die in het vooruitzicht worden gesteld. Dat men nog wel eens vergeet dat uitwisselbaarheid 
niet automatisch het resultaat is van omzetten naar XML, daar hebben we het al over gehad. Ook de 
zoekmogelijkheden krijg je niet zomaar kado. Zeg nou zelf, zo’n XSL-specificatie is nou niet bepaald makkelijk 
op te stellen, is ook bepaald niet goed leesbaar en is dus erg foutgevoelig. Eigenlijk niet verrassend als je er even 
over nadenkt, want XSL voldoet aan de XML-standaard en de XML-syntax is geoptimaliseerd voor 
communicatie tussen applicaties en niet voor communicatie tussen mens en computer. De syntax is dus goed 
voor computers leesbaar en oorspronkelijk helemaal niet bedoeld om makkelijk voor mensen leesbaar te zijn. De 
vele XML-editors maken het wel gemakkelijker, maar optimaal wordt het waarschijnlijk nooit. 
Niet gehinderd door een kritische blik op de rooskleurige vooruitzichten die men over XML hoort, worden er 
dus grote documentcollecties opgebouwd. En waar grote hoeveelheden informatie beheerd moeten worden die 
tevens voor vele gebruikers toegankelijk moeten zijn, daar worden databases ingezet. Maar hoe sla je 
willekeurige XML-documenten in een database op? Een relationele database is gebaseerd op tabellen met 
informatie erin en een XML-document heeft een hiërarchische structuur. Zo gemakkelijk is dat dus niet. En dus 
storten velen zich op dit probleem onder de noemer van XML-databases. 
Ooit hadden we databases die hiërarchisch gestructureerd waren bijvoorbeeld IMS uit de COBOL-tijd. Zou het 
niet veel slimmer zijn om een moderne variant hiervan in te zetten? We hoeven het wiel toch niet opnieuw uit te 
vinden? Maar aan de andere kant, waarom zijn relationele databases destijds zo populair geworden ten koste van 
hiërarchische databases? De angst grijpt me om het hart: is de Informaticawereld vreselijk dom bezig dezelfde 
fouten van vroeger te maken waarvoor er al lang pijnlijke lessen geleerd zijn? Of is de situatie nu compleet 
anders? Weet jij het? Ik moet eerlijk bekennen dat ik nauwelijks wat weet van COBOL en IMS. En dat wordt 
doorgaans zelfs als slim beschouwd, want met die oude technologie wil je niets te maken hebben, toch? Alles is 
veel beter nu … 
Stel even dat het toch slim is om XML-documenten in een relationele database op te slaan. Hoe zoek je daar dan 
in? Haal je een document daaruit, maak daar weer een XML-document van en laat daar een XSL stylesheet op 
los? Lijkt me zo op het eerste gezicht een nogal omslachtige weg. Immers, een databasesysteem kan al goed en 
efficiënt zoeken en van die faciliteit wordt nauwelijks gebruik gemaakt. Flinke overhead is ermee gemoeid. Als 
de informatie toch al in de database zit, waarom dan niet de stap met XML gewoon overslaan? Kortom, ik vind 
dat men zich met XML-databases op de grens van de bruikbaarheid van XML beweegt. XML is een 
uitwisselingsstandaard en geen opslagstandaard. Voor je het weet, ben je over de die grens heen. Laten we nou 
eerst eens even goed nadenken voordat we gigantische hoeveelheden tijd en geld investeren in potentieel 
onzinnige dingen. 
Andere toepassingen 
Er zijn nog vele andere toepassingen waar XML wordt ingezet. Ik kan ze niet allemaal noemen, maar om even te 
illustreren hoever die toepassingen kunnen gaan even kort de volgende toepassing. In het kader van een 
ontwerpproject van onze groep heeft vorig jaar een groepje studenten een generieke user-interfacespecificatietaal 
ontworpen die van XML gebruik maakt. Je definieert in een XML-document welke buttons en invoervelden 
enzo je allemaal wilt hebben en waar die ongeveer moeten staan op het scherm. Voor elk van de verschillende 
platformen en talen (Delphi, webforms, Tcl/Tk, Java, etc.) maak je dan een stylesheet die de gewenste 
programmacode genereert voor die taal. Zo heb je een platformonafhankelijke manier om user-interfaces mee te 
bouwen. Ze zien er wellicht niet op alle platformen hetzelfde uit, maar ze hebben wel dezelfde functionaliteit. En 
dat allemaal door vier studenten in 8 weken ontwikkeld en voor een viertal talen/platformen ter demonstratie 
uitgewerkt [U-Guigen]. 
De XML-wereld is nog erg in beweging. Zo wordt er bijvoorbeeld gewerkt aan een alternatief voor de DTD: 
XML-schema. Zoals je misschien al opgemerkt had, voldoet een DTD zelf niet aan de XML-standaard en dat 
doet XML-schema natuurlijk wel. Evenzo worden er query-talen voor XML-documentcollecties als alternatief 
voor XSL ontwikkeld. Wat je vandaag ontwikkelt, kan dus morgen deels achterhaald zijn. 
Conclusie 
XML is dus een standaard voor uitwisseling van informatie. Er zijn veel generieke tools beschikbaar die je werk 
uit handen kunnen nemen. Ontwikkeltijd voor informatieuitwisselingstaken kan ermee sterk verkort worden. Met 
XSL kun je presentatie-, zoek- en tranformatietaken uitvoeren, al zijn XSL-stylesheets mijns inziens nou niet 
bepaald handig op te stellen. De XML-standaard is wel al wijd verbreid vanwege de hype. Echter, met 
documenten in XML ben je er nog niet. Voor elke toepassing moet er nog een standaardisatie plaatsvinden die 
een DTD oplevert en dat vergeet met nog wel eens. Als er wel een goede DTD is, dan kan de structuur die XML 
toevoegt aan de documenten de informatie in die documenten toegankelijker maken. Let wel, het kan, want er 
moet nog wel wat gebeuren om die potentie daadwerkelijk te benutten. De informatie en de presentatie daarvan 
is wel netjes van elkaar gescheiden. De standaard is echter nog erg in beweging en dat kan je parten gaan spelen. 
Verder is opslag in huidige databases nog lastig vanwege de hiërarchische structuur. Kortom, in het nest van 
deze eend liggen ook gewone en zelfs bedorven eieren. Pak er dus niet één uit met je ogen dicht: je moet 
namelijk die mooie glimmende hebben. 
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