Class cohesion refers to the degree of the relatedness of the members in a class. It is considered as one of most important object-oriented software attributes. Several metrics have been proposed in the literature in order to measure class cohesion in objectoriented systems. They capture class cohesion in terms of connections among members within a class. The major existing class cohesion metrics are essentially based on instance variables usage criteria. It is only a special and a restricted way of capturing class cohesion. We believe, as stated in many papers, that class cohesion should not exclusively be based on common instance variables usage criteria. We introduce, in this paper, a new criterion, which focuses on interactions between class methods. We developed a cohesion measurement tool for Java programs and performed a case study on several systems. The obtained results demonstrate that our new class cohesion metric, based on the proposed cohesion criteria, captures several pairs of related methods, which are not captured by the existing cohesion metrics.
INTRODUCTION
Software metrics have become essential in some disciplines of software engineering [Pressman01] . In the field of software quality, metrics are used for assessing several software attributes (complexity, coupling, cohesion, etc.). They provide, therefore, an important assistance to developers and managers in order to assess and improve software quality during the development process. Object technology has been widely used in several areas during the last decade. Class cohesion is considered as one of most important object-oriented software attributes. Cohesion refers to the degree of the relatedness of the members in a component. High cohesion is a desirable property of software components. It is widely recognized that highly cohesive components tend to have high maintainability and reusability [Bieman95, Briand98, Chae00, Li93] . The cohesion of a component allows the measurement of its structure quality. The cohesion degree of a component is high, if it implements a single logical function. All the parts of the component must contribute to this implementation.
Yourdon and Constantine introduced cohesion in the traditional applications as a measure of the extent of the functional relationships of the elements in a module [Yourdon79] . They have described cohesion as a criterion for the estimation of design quality. Grady Booch describes high functional cohesion as existing when the elements of a component (such as a class) all work together to provide some well-bounded behavior [Booch94] . In the object paradigm, a class is cohesive when its parts are highly correlated. It should be difficult to split a cohesive class. A class with low cohesion has disparate and non-related members. Cohesion can be used to identify the poorly designed classes. Cohesion is an underlying goal to continually consider during the design process [Larman02] .
Several metrics have been proposed in the literature in order to measure class cohesion in object-oriented systems. The major existing class cohesion metrics have been presented in detail and are categorized in [Briand98] . They are based on either instance variables usage or sharing of instance variables. These metrics capture class cohesion in terms of connections among members within a class. They count the number of instance variables used by methods or the number of methods pairs that share instance variables. We believe that it is only a special way of capturing class cohesion, which is based on instance variables usage criteria. These metrics have been experimented and widely discussed in the literature [Basili96, Briand00, Chae98, Chidamber98, ElEmam99, . Several studies have noted that the existing cohesion metrics fail in many situations to properly reflect the cohesiveness of classes [Kabaili00, Chae00] . According to many authors, they do not take into account some characteristics of classes, for example, sizes of cohesive parts as stated in [Aman02] and connectivity among members as stated in [Chae00] .
Beyond these aspects, we believe that the existing metrics fail to reflect properly the properties of class cohesion, particularly in terms of related methods. They are based on restricted criteria and could lead to unexpected values of cohesion in many situations. We believe that class cohesion should not exclusively be based on common instance variables usage as stated in [Kabaili00] and will have to go beyond this aspect by considering the interaction patterns among class methods. We note that in many situations several methods are functionally related together without sharing any instance variables. We extended the existing criteria by considering different ways of capturing class cohesion. We introduce, in this paper, a new criterion, which focuses on interactions between class methods. We developed a cohesion measurement tool for Java programs and performed a case study on several systems. The obtained results demonstrate that our new class cohesion metric, based on the proposed cohesion criteria, captures several pairs of connected methods, which are not captured by the existing cohesion metrics.
The rest of the paper is structured as follows: Section 2 provides an overview of the main class cohesion metrics and highlights their weakness. Section 3 presents the proposed class cohesion criteria. Section 4 presents the new approach that we propose for class cohesion assessment. In section 5, we present the results of our empirical study. Finally, conclusions and future work are presented in section 6. 
CLASS COHESION: MAJOR EXISTING METRICS
Classes are considered as the basic units of object-oriented software. Classes should then be designed to have a good quality. However, improper modeling in the design phase, particularly improper responsibilities assignment decisions, can produce classes with low cohesion. In order to assess class cohesion in object-oriented systems several metrics have been proposed in the literature. Most of the proposed class cohesion metrics are inspired from the LCOM (Lack of COhesion in Methods) metric defined by Chidamber and Kemerer [Chidamber91] . Many authors have redefined the LCOM metric as referenced in the following paragraphs.
Metric Definition
LCOM1
Lack of cohesion in methods. The number of pairs of methods in the class using no instance variables in common.
LCOM2
Let P be the pairs of methods without shared instance variables, and Q be the pairs of methods with shared instance variables. Then LCOM2 = |P| -|Q|, if |P| > |Q|. If this difference is negative, LCOM2 is set to zero. Li and Henry redefine LCOM in [Li93] . LCOM3 is defined as the number of disjoint sets of methods. Each set contains only methods that share at least one attribute. Hitz and Montazeri redefine LCOM3 in [Hitz95] . Their metric is based on graph theory and defined as the number of connected components of a graph. The vertices of the graph represent the methods of the class. There is an edge between two vertices if the corresponding methods access the same instance variable. There is also an edge between vertices representing methods M i and M j , if M i invokes M j or vice versa. HendersenSellers propose LCOM5 in which is based on the number of referenced instance variables. A class is more cohesive when a large number of its instance variables are referenced by a method. Briand et al. propose a redefinition of this metric in [Briand98] .
Bieman and Kang propose TCC (Tight Class Cohesion) and LCC (Loose Class Cohesion) as cohesion metrics [Bieman95] . They also consider the methods pairs using instance variables in common. In their approach, an instance variable may be directly or indirectly used by a method. An instance variable is used directly by a method M i , if the instance variable appears in the body of the method M i . An instance variable is used indirectly by a method M i , if the instance variable is directly used by a method M j that is either directly or indirectly invoked by M i . Two methods are directly related if they both use either directly or indirectly a common instance variable. TCC is defined as the percentage of methods pairs, which are directly related. LCC is defined as the percentage of methods pairs, which are either directly or indirectly related.
The major existing class cohesion metrics attempt to quantify the cohesion of a class by taking into account only the interactions among methods and instance variables of a class. This type of criterion constitutes, in our opinion, a restrictive way of capturing the cohesion of classes. We note, in many situations, that methods of a class may be related together without sharing any instance variables. We believe that cohesion metrics must also take into account the interaction patterns between methods of a class. Several studies have noted that the existing cohesion metrics do not take into account all characteristics of classes and fail in many situations to properly reflect their cohesion [Aman02, Chae00, Kabaili0]. If we consider the example given in figure 1, according to the existing cohesion metrics presented in Table 1 , the methods M 1 and M 2 are related by sharing the attribute A 2 . The method M 3 is not related to the two other methods despite the fact that M 3 shares directly with M 2 the private (or protected) method M 4 . The direct relation between the methods M 2 and M 3 in the one hand and the indirect relation between the methods M 1 and M 3 in the other hand are not captured. It should be difficult to split this class in this case.
Figure 1 -Connected members.
CONNECTIVITY BETWEEN METHODS
Two methods can be connected in many ways. The adopted approach for the estimation of class cohesion is based on different relationships that may exist between its methods. It takes into account several ways of capturing the functional cohesion of the class, by focusing on the proposed cohesion criteria: Attributes Usage Criterion and Methods Invocation Criterion.
Attributes Usage Criterion (C A )
Consider a class C. Let A = {A 1 , A 2 ,…, A a } be the set of its attributes and M = {M 1 , M 2 , …, M n } be the set of its methods. Let UA Mi be the set of all the attributes used directly or indirectly by the method M i . An attribute is used directly by a method M i , if the attribute appears in the body of the method M i . The attribute is indirectly used by the method M i , if it is used directly by another method M j of the class that is invoked directly or indirectly by M i . There are n sets UA M1 , UA M2 , …, UA Mn . Two methods M i and M j are directly related by the UA relation if UA Mi ∩ UA Mj ≠ ∅. It means that there is at least one attribute shared (directly or indirectly) by the two methods.
Methods Invocation Criterion (C M )
Consider a class C. Let M = {M 1 , M 2 , …, M n } be the set of its methods. Let IM Mi be the set of all the methods of the class C, which are invoked directly or indirectly by the method M i . 
CLASS COHESION: A NEW MEASURE
Class cohesion in our approach, as stated initially in [Badri95] , refers essentially the relatedness of public methods of a class, which represent the functionalities used by its clients. It is defined in terms of the relative number of related public methods in the class. The others methods of the class are included indirectly through the public methods. Our approach is comparable to the one adopted by Bieman and Kang in [Bieman95] .
We have revised our initial definition of class cohesion proposed in [Badri95] by extending the methods invocation criterion in the one hand and introducing the concept of indirect usage of attributes defined by Bieman and Kang in [Bieman95] in the other hand. We have also extended this concept to the methods invocation criterion.
Direct relation between methods
Two public methods M i and M j may be directly connected in many ways: they share at least one instance variable in common (UA relation), or interact at least with another method of the class (IM relation), or both. It means that: 
Indirect relation between methods
However, two public methods M i and M j can be indirectly related if they are directly or indirectly related to a method M k . The indirect relation, introduced by Bieman and Kang in [Bieman95] , is the transitive closure of the direct relation. We use this concept in our approach for identifying the indirect related methods. Thus, a method M 1 is indirectly connected with a method M k if there is a sequence of methods M 1 , M 2 , M 3 , …, M k such that M i is directly connected to M i+1 (i= 1, k-1).
Consider now an undirected graph G I , where the vertices are the public methods of the class C, and there is an edge between two vertices if the corresponding methods are The new definition that we propose for class cohesion assessment seems to be more appropriate than the others, particularly the ones supposed taking into account the interactions between methods. It allows capturing more properties of classes, particularly, in terms of connections between methods. Two public methods can be related by calling directly or indirectly, for instance, private (or protected) methods, which do not use any attribute of the class. Such characteristics are not captured by the other definitions of class cohesion presented in section 2.
EMPIRICAL STUDY
We developed a cohesion measurement tool (in Java) for Java programs to automate the computation of the major existing class cohesion metrics presented in Table 1 including DC D and DC I metrics. In summary, height metrics have been implemented: LCOM1, LCOM2, Co, Coh, TCC, LCC, DC D and DC I . In order to demonstrate the effectiveness of the new criterion and the proposed metrics for class cohesion assessment, we performed a case study on several systems. In the following sections, we first present the selected test systems for the experiment. Then, we present the obtained results and a discussion of these results.
Selected systems
As a first experimentation of our approach and to achieve significant and general results, we have chosen several systems. Our goal was to analyze a maximum number of Java classes from different systems. The considered systems vary in size and domain. Table 2 provides some of their characteristics.
System-1 is designed for migrating code written in old languages to newer ones. System-2 allows a company to maintain a website. System-3 is an implementation of Sun's Java Server Pages. System-4 provides a collection of index structures, query operators and algorithms allowing performance evaluation of new query processing developments. System-5 offers functionality to load, analyze, process and save pixel images. Finally, System-6 is a Java-based build tool, with functionalities similar to the Unix Make utility.
Several classes in the considered systems have only one method or do not have any methods. These classes were considered as special classes and have been excluded from our measurements. We also excluded all abstract classes. Overloaded methods within the same class were treated as one method. Moreover, all special methods (constructor, destructor) are removed in our approach. 
Environment
The developed environment for the computation of the selected metrics is composed of several tools. In its actual version, a Java parsing tool (www.antlr.org) that we have extended, parses the test system source code. The extracted information contains data about all classes (attributes, methods, used attributes, invoked methods, etc.). This information is treated, in a second phase, by a metrics tool that we developed. The obtained results are transferred into Excel for statistical processing (Figure 1) . We collected the values for all the selected metrics from the test systems. For each metric, we calculated some descriptive statistics (minimum, maximum, mean, median, and standard deviation). 
Results
We measured class cohesion values for the 6 selected systems. Table 3 provides the descriptive statistics for all test systems. LCOM1 and LCOM2 count the number of methods pairs with shared instance variables. These measures are not normalized. Coh is based on the instance variable usage and count the number of the interactions between instance variables and methods. Co, TCC and LCC are based on the ratio of methods pairs with shared instance variables. TCC and LCC consider indirect sharing of instance variables by methods invocation. Co considers only the direct interactions between methods. TCC and LCC metrics are supposed to take into account implicitly the interactions between methods. The problem with these metrics is that many interactions between methods, which do not share any instance variables, are not captured despite the fact that the corresponding methods are related. This often occurs that a large number of related methods pairs are not reflected in the cohesion values. The obtained results for DC D and DC I show clearly that the two metrics capture more pairs of related methods than the others, particularly Co, TCC and LCC metrics. Figure 2 shows the mean values of the normalized metrics for 3 systems. Figure 3 shows the distribution of the cohesion values of all the classes of the system-4 according to the TCC and DC D metrics. These results indicate that our metrics capture an additional aspect of properties of classes. This is due, in our opinion, to the combination of the proposed criteria. This aspect will be discussed and validated in the next section. The main objective of this work was to demonstrate the effectiveness of the new cohesion criterion that we introduced in section 3. It is for this raison that we will not discuss in detail the cohesion values of the test systems. The results in table 3 show clearly that most of the selected test systems are not cohesive. However, System 3 is strongly cohesive (DC I = 0.805) compared to the others systems. 
Validation
In this section we are interested in comparing the results of DC D by considering only the first criterion and DC D by combining the two proposed criteria. Our goal is to demonstrate that the second metric (including the two criteria) is more significant than the first one and allows capturing more pairs of related methods. If we consider the DC D metric by taking into account only the first criterion, the metric is then equivalent to the TCC metric [Bieman95] . The same principle may be applied to the DC I metric. , then the population mean of the differences should be significantly zero. We collected the data for the two metrics from the six test systems. The results with some descriptive statistics are presented in table 4. We believe that the second metric is more significant than the first one. In order to validate this hypothesis, and knowing that the two criteria are dependent, we use an appropriate statistical test (the paired t-test [Hines03] ). Knowing that the number n used in the experiment (for the six test systems) is large, the procedure consists in comparing, for each test system, Z to the normal quantile Z α (the chosen values for α are 0.05 and 0.01). If the value of Z is greater than the value of Z α than we will reject the hypothesis H 0 : Diff = 0 and consequently accept the hypothesis H 1 : Diff > 0. In this case, the statistical test will be significant and we will conclude that the DC D (C A and C M ) metric is more significant than the DC D (C A ) metric. It means that the second criterion (methods invocation criterion) that we introduced in this paper is significant and allows capturing an additional aspect of properties of classes. We collected the data for the two metrics from the six selected test systems and calculated Diff and Z for all test systems. These results are presented in table 4. They show clearly, for all the six test systems, that Z is greater than Z α . These results show that the DC D (C A and C M ) metric is more significant than the DC D (C A ) metric. Moreover, they demonstrate that the second criterion (methods invocation criterion) that we introduced in this paper is significant and allows capturing an additional aspect of properties of classes.
CONCLUSION AND FUTURE WORK
Class cohesion is considered as one of most important object-oriented software attributes. Cohesion refers to the degree of the relatedness of the members in a class. Members in a class are attributes and methods. Several metrics have been proposed in the literature in order to measure class cohesion in object-oriented systems. These metrics have been defined to capture class cohesion in terms of connections among members within a class. However, several studies have noted that they fail in many situations to properly reflect the cohesion of classes. According to many authors, they do not take into account many characteristics of classes. We noted that the existing class cohesion metrics are essentially based on instance variables usage criteria. We agree that these criteria are important, but we believe that they are not sufficient to capture all the connections among members within a class. This explains in part, in our opinion, why they fail in several situations to reflect the relatedness of the members of a class, and particularly methods of a class. We considered, as stated in many works, that a class cohesion metric have to go beyond this aspect. We focused on the interaction patterns among class methods. We suspected that this aspect was not properly reflected in the existing cohesion metrics.
In order to capture additional characteristics of classes and to better measure their cohesion property, we introduced in this paper a new class cohesion criterion, which is based on methods invocation. We proposed in this work a new approach for class cohesion assessment based on two fundamental criteria: attributes usage criterion and methods invocation criterion. We have revised our initial definition of class cohesion and proposed two new metrics for assessing it. Our main goal in this work was to validate the introduced criterion and our approach for class cohesion assessment. We have developed a cohesion measurement tool for Java programs to automate the computation of the major existing class cohesion metrics including ours. In order to demonstrate the effectiveness of the new criterion, we performed a case study on several systems. More than 2000 Java classes have been analyzed.
The obtained results confirm our hypothesis. They show clearly that the proposed metrics, based on a combination of the proposed criteria, capture more pairs of connected methods than the existing cohesion metrics, particularly the ones supposed implicitly taking into account the interactions between methods (such as Co, TCC and LCC metrics). We believe that the present work constitutes an improvement of class cohesion assessment. During our experiment, we collected several data on the analyzed classes. An important part of the collected data has been treated during this work. Actually, we are analyzing the rest of the collected data. As future work we plan to: (1) study in detail the weakly cohesive classes, (2) refine if necessary the proposed criteria for class cohesion assessment, (3) study the proposed metrics by including others aspects of object-oriented design such as inheritance between classes, (4) and work on a metric-based approach for assessing classes responsibilities assignment.
