











ネットワーク設計問題（capacitated network design problem, CND）とよぶ．
今日まで，CND に対する数多くの研究がなされており，ベンチマーク問題である C  





















Munguí et al.（2017）はマルチ CPU を活用した並列局所探索法を適用し，IP 探索法に
より得られた解と比べて大幅な改善に成功している．




ノード集合 N，アーク候補集合 A，品種集合 K で定義されるネットワークを考える．
変数として，アーク（i, j）を選択するか否かを表すデザイン変数 yij，アーク（i, j）上
の品種 k のフロー量を表すアークフロー変数 xkij を用いる．費用として，アークを選択
するときに発生するデザイン費用 fij，アーク（i, j）上の品種 k の単位当たりのフロー
費用 ckij が発生する．これらの費用の和を最小化し，その最小値をΦとおく．アーク（i, 
j）の容量 Cij，品種 k の需要量 d
kが与えられ，品種 k は始点 O kを出発し，終点 D kに
到着する．また，アークA からなるネットワーク上でノード n から出るアーク集合
N＋n（A），アークA からなるネットワーク上でノード n に入るアーク集合 N－n（A）が与
えられる．
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ϊʔυू߹ NɼΞʔΫީิू߹ Aɼ඼छͷू߹K Ͱఆٛ͞ΕΔωοτϫʔΫΛ
ߟ͑Δɽม਺ͱͯ͠ɼΞʔΫ (i, j)Λબ୒͢Δ͔൱͔Λද͢σβΠϯม਺ yijɼΞʔ
Ϋ (i, j)্ͷ඼छ kͷϑϩʔྔΛද͢ΞʔΫϑϩʔม਺ xkij Λ༻͍Δɽඅ༻ͱͯ͠ɼ
ΞʔΫΛબ୒͢Δͱ͖ʹൃੜ͢ΔσβΠϯඅ༻ fijɼΞʔΫ (i, j)্ͷ඼छ kͷ୯Ґ
౰ͨΓͷϑϩʔඅ༻ ckij ͕ൃੜ͢Δɽ͜ΕΒͷඅ༻ͷ࿨Λ࠷খԽ͠ɼͦͷ࠷খ஋Λ
Φͱ͓͘ɽΞʔΫ (i, j)ͷ༰ྔCijɼ඼छ kͷधཁྔ dk͕༩͑ΒΕɼ඼छ k͸࢝఺Ok
Λग़ൃ͠ɼऴ఺Dkʹ౸ண͢Δɽ·ͨɼΞʔΫA͔ΒͳΔωοτϫʔΫ্Ͱϊʔυ
n͔Βग़ΔΞʔΫू߹ N+n (A)ɼΞʔΫ A͔ΒͳΔωοτϫʔΫ্Ͱϊʔυ nʹೖ
ΔΞʔΫू߹N−n (A)͕༩͑ΒΕΔɽ





















−dk if n = Ok
dk if n = Dk
0 otherwise
∀n ∈ N, k ∈ K (2)
∑
k∈K
xkij ≤ Cijyij ∀ (i, j) ∈ A (3)
xkij ≤ dkyij ∀ k ∈ K, (i, j) ∈ A (4)
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−dk if n = Ok
dk if n = Dk
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∀n ∈ N, k ∈ K (2)
∑
k∈K
xkij ≤ Cijyij ∀ (i, j) ∈ A (3)
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2
　　　　　　　　　　　　　　　　　　 ⑸
　　　　　xkij ≥ 0 ∀(i, j) ∈ A, k ∈ K (6)
(1)ࣜ͸ɼϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(2)ࣜ͸ɼϊʔυ nʹ͓͚Δྲྀೖྔͱྲྀग़ྔͷ͕ࠩɼϊʔυ n͕඼छ kͷ࢝఺ Ok
Ͱ͋Ε͹ −dkɼऴ఺DkͰ͋Ε͹ dkɼͦͷଞͷϊʔυͰ͋Ε͹ 0ͱͳΔ͜ͱΛද͢
ϑϩʔอଘࣜͰ͋Δɽ(3)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈ
ล͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜ
Ͱ͋Δɽ(4)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷ඼छ kͷύεϑϩʔྔͷ߹ܭͰ͋Γɼӈล
͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ dkɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔڧ੍੍໿ࣜͰ͋
Δɽ(5)ࣜ͸σβΠϯม਺ͷ 0-1৚݅ɼ(6)ࣜ͸ΞʔΫϑϩʔͷඇෛ੍໿Ͱ͋Δɽ
඼छ kͷऔΓಘΔύεू߹ΛP kɼશମͷύεू߹ΛP ͱ͠ɼ඼छ kͷύε pͷϑ
ϩʔྔͰ͋Δύεϑϩʔม਺Λ xkp ͱ͠ɼύε p͕ΞʔΫ (i, j)ΛؚΉͱ͖ 1ɼͦ͏
Ͱͳ͍ͱ͖ 0Ͱ͋Δఆ਺Λ δpijͱ͢Δɽ͜ͷͱ͖ɼΞʔΫू߹Aɼύεू߹ PɼΞʔ
































p ≤ dkyij ∀(i, j) ∈ A, k ∈ K (10)
yij ∈ {0, 1} ∀(i, j) ∈ A (11)
xkp ≥ 0 ∀p ∈ P k, k ∈ K (12)
(7)ࣜ͸ɼϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(8)ࣜ͸ɼ඼छ kͷύεϑϩʔྔͷ࿨͸धཁྔʹͳΔ͜ͱΛද͢धཁอଘࣜͰ͋
Δɽ(9)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈล͸ΞʔΫ (i, j)͕
બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜͰ͋Δɽ(10)ࣜͷࠨ









式は，ノード n における流入量と流出量の差が，ノード n が品種 k の始点 O kであれば
－d k，終点 D kであれば d k，その他のノードであれば 0 となることを表すフロー保存
式である．⑶式の左辺はアーク（i, j）上のフロー量の合計であり，右辺はアーク（i, j）
が選択されるときにCij，選択されないとき 0 となる容量制約式である．⑷式の左辺は
アーク（i, j）上の品種 のパスフロー量の合計であり，右辺はアーク（i, j）が選択さ
れるときに d k，選択されないとき 0 となる強制制約式である．⑸式はデザイン変数の
0－1 条件，⑹式はアークフローの非負制約である．
品種 k の取り得るパス集合を P k，全体のパス集合を P とし，品種 k のパス p のフ
ロー量であるパスフロー変数を x kpとし，パス p がアーク（i, j）を含むとき 1 ，そうで
ないとき 0 である定数をδPij とする．このとき，アーク集合 A ，パス集合 P ，アーク
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xkp ≥ 0 ∀p ∈ P k, k ∈ K (12)
(7)ࣜ͸ɼϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(8)ࣜ͸ɼ඼छ kͷύεϑϩʔྔͷ࿨͸धཁྔʹͳΔ͜ͱΛද͢धཁอଘࣜͰ͋
Δɽ(9)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈล͸ΞʔΫ (i, j)͕
બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜͰ͋Δɽ(10)ࣜͷࠨ










xkij ≥ 0 ∀(i, j) ∈ A, k ∈ K (6)
(1)ࣜ͸ɼϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(2)ࣜ͸ɼϊʔυ nʹ͓͚Δྲྀೖྔͱྲྀग़ྔͷ͕ࠩɼϊʔυ n͕඼छ kͷ࢝఺ Ok
Ͱ͋Ε͹ −dkɼऴ఺DkͰ͋Ε͹ dkɼͦͷଞͷϊʔυͰ͋Ε͹ 0ͱͳΔ͜ͱΛද͢
ϑϩʔอଘࣜͰ͋Δɽ(3)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈ
ล͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜ
Ͱ͋Δɽ(4)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷ඼छ kͷύεϑϩʔྔͷ߹ܭͰ͋Γɼӈล
͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ dkɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔڧ੍੍໿ࣜͰ͋
Δɽ(5)ࣜ͸σβΠϯม਺ͷ 0-1৚݅ɼ(6)ࣜ͸ΞʔΫϑϩʔͷඇෛ੍໿Ͱ͋Δɽ
඼छ kͷऔΓಘΔύεू߹ΛP kɼશମͷύεू߹ΛP ͱ͠ɼ඼छ kͷύε pͷϑ
ϩʔྔͰ͋Δύεϑϩʔม਺Λ xkp ͱ͠ɼύε p͕ΞʔΫ (i, j)ΛؚΉͱ͖ 1ɼͦ͏
Ͱͳ͍ͱ͖ 0Ͱ͋Δఆ਺Λ δpijͱ͢Δɽ͜ͷͱ͖ɼΞʔΫू߹Aɼύεू߹ PɼΞʔ
































p ≤ dkyij ∀(i, j) ∈ A, k ∈ K (10)
yij ∈ {0, 1} ∀(i, j) ∈ A (11)
xkp ≥ 0 ∀p ∈ P k, k ∈ K (12)
(7)ࣜ͸ɼϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(8)ࣜ͸ɼ඼छ kͷύεϑϩʔྔͷ࿨͸धཁྔʹͳΔ͜ͱΛද͢धཁอଘࣜͰ͋
Δɽ(9)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈล͸ΞʔΫ (i, j)͕
બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜͰ͋Δɽ(10)ࣜͷࠨ









xkij ≥ 0 ∀(i, j) A, k ∈ K (6)
(1)ࣜ͸ ϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ Λ࠷খԽ͢Δ͜ͱΛද͢ɽ
(2)ࣜ͸ɼϊʔυ nʹ͓͚Δྲྀೖྔͱྲྀग़ྔͷ͕ࠩɼϊ υ n͕඼छ kͷ࢝఺ Ok
Ͱ͋Ε͹ −dkɼऴ఺DkͰ͋Ε͹ dkɼͦͷଞͷϊʔυͰ͋Ε͹ 0ͱͳΔ͜ͱΛද͢
ϑϩʔอଘࣜͰ͋Δɽ(3)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈ
ล͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ ͖ 0ͱͳΔ༰ྔ੍໿ࣜ
Ͱ͋Δɽ(4)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷ඼छ kͷύεϑϩʔྔͷ߹ܭͰ͋Γɼӈล
͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ dkɼબ୒͞Εͳ͍ ͖ 0ͱͳΔڧ੍੍໿ࣜͰ͋
Δɽ(5)ࣜ͸σβΠϯ ͷ 0-1৚݅ (6)ࣜ͸ΞʔΫϑϩʔͷඇෛ੍໿Ͱ͋Δɽ
඼छ kͷऔΓಘΔύεू߹ΛP kɼશମͷύεू߹ΛP ͱ͠ɼ඼छ kͷύε pͷϑ
ϩʔྔͰ͋Δύεϑϩʔม਺Λ xkp ͱ͠ɼύε p͕ΞʔΫ (i, j)ΛؚΉͱ͖ 1ɼͦ͏
Ͱͳ͍ͱ͖ 0Ͱ͋Δఆ਺Λ δpijͱ͢Δɽ͜ͷͱ͖ɼΞʔΫू߹Aɼύεू߹ PɼΞʔ






























p ≤ dkyij ∀(i, j) A, k ∈ K (10)
yij ∈ {0, 1} ∀(i, j) ∈ A (11)
xkp ≥ 0 ∀p ∈ P k, k ∈ K (12)
(7)ࣜ͸ɼϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(8)ࣜ͸ɼ඼छ kͷύεϑϩʔྔͷ࿨͸धཁྔʹͳΔ͜ͱΛද͢धཁอଘࣜͰ͋
Δɽ(9)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈล͸ΞʔΫ (i, j)͕
બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ ͖ 0ͱͳΔ༰ྔ੍໿ࣜͰ͋Δɽ(10)ࣜͷࠨ
ล͸ΞʔΫ (i, j)্ͷ඼छ kͷύεϑϩʔྔͷ߹ܭͰ͋Γɼӈล͸ΞʔΫ (i, j)͕બ
୒͞ΕΔͱ͖ dkɼબ୒͞Εͳ͍ ͖ 0ͱͳΔڧ੍੍໿ࣜͰ͋Δɽ(11)ࣜ͸σβ
Πϯม਺ͷ 0-1৚݅ɼ(12)ࣜ͸ύεϑϩʔͷඇෛ੍໿Ͱ͋Δɽ
CNDP (A,P,C)ʹ͓͍ͯɼσβΠϯม਺ͷ 0-1৚݅Λઢܗ؇࿨͠ɼ(11) Λ࣍ࣜ
Ͱஔ͖׵͑ͨ໰୊Λ CND L(A,P,C)ͱ͢Δɽ




xkij ≥ 0 ∀(i, j) ∈ A, k ∈ K (6)
(1) ϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(2)ࣜ͸ɼϊʔυ nʹ͓͚Δྲྀೖྔͱྲྀग़ྔͷ͕ࠩɼϊʔυ n͕඼छ kͷ࢝఺ Ok
Ͱ͋Ε͹ −dkɼऴ఺DkͰ͋Ε͹ dkɼͦͷଞͷϊʔυͰ͋Ε͹ 0ͱͳΔ͜ͱΛද͢
ϑϩʔอଘࣜͰ͋Δɽ(3)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈ
ล͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜ
Ͱ͋Δɽ(4)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷ඼छ kͷύεϑϩʔྔͷ߹ܭͰ͋Γɼӈล
͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ dkɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔڧ ੍໿ࣜͰ͋
Δɽ(5)ࣜ͸σβΠϯม਺ͷ 0-1৚݅ (6)ࣜ͸ΞʔΫϑϩʔͷඇෛ੍໿Ͱ͋Δɽ
඼छ kͷऔΓಘΔύεू߹ΛP kɼશମͷύεू߹ΛP ͱ͠ɼ඼छ kͷύε pͷϑ
ϩʔྔͰ͋Δύεϑϩʔม਺Λ xkp ͱ͠ɼύε p͕ΞʔΫ (i, j)ΛؚΉͱ͖ 1ɼͦ͏
Ͱͳ͍ͱ͖ 0Ͱ͋Δఆ਺Λ δpijͱ͢Δɽ͜ͷͱ͖ɼΞʔΫू߹Aɼύεू߹ PɼΞʔ
































p ≤ dkyij ∀(i, j) ∈ A, k ∈ K (10)
yij ∈ {0, 1} ∀(i, j) ∈ A (11)
xkp ≥ 0 ∀p ∈ P k, k ∈ K (12)
(7) ϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ Δ͜ͱΛද͢ɽ
(8)ࣜ͸ɼ඼छ kͷύεϑϩʔྔͷ࿨͸धཁ ʹͳΔ͜ͱΛද͢धཁอଘࣜͰ͋
Δɽ(9)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈล͸ΞʔΫ (i, j)͕
બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜͰ͋Δɽ(10)ࣜͷࠨ
ล͸ΞʔΫ (i, j)্ͷ඼छ kͷύεϑϩʔྔͷ߹ܭͰ͋Γɼӈล͸ΞʔΫ (i, j)͕બ









xkij ≥ 0 ∀(i, j) ∈ A, k ∈ K (6)
(1)ࣜ͸ɼϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(2)ࣜ͸ɼϊʔυ nʹ͓͚Δྲྀೖྔͱྲྀग़ྔͷ͕ࠩɼϊʔυ n͕඼छ kͷ࢝఺ Ok
Ͱ͋Ε͹ −dkɼऴ఺DkͰ͋Ε͹ dkɼͦͷଞͷϊʔυͰ͋Ε͹ 0ͱͳΔ͜ͱΛද͢
ϑϩʔอଘࣜͰ͋Δɽ(3)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈ
ล͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜ
Ͱ͋Δɽ(4)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷ඼छ kͷύεϑϩʔྔͷ߹ܭͰ͋Γɼӈล
͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ dkɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔڧ੍੍໿ࣜͰ͋
Δɽ(5)ࣜ͸σβΠϯม਺ͷ 0-1৚݅ɼ(6)ࣜ͸ΞʔΫϑϩʔͷඇෛ੍໿Ͱ͋Δɽ
඼छ kͷऔΓಘΔύεू߹ΛP kɼશମͷύεू߹ΛP ͱ͠ɼ඼छ kͷύε pͷϑ
ϩʔྔͰ͋Δύεϑϩʔม਺Λ xkp ͱ͠ɼύε p͕ΞʔΫ (i, j)ΛؚΉͱ͖ 1ɼͦ͏
Ͱͳ͍ͱ͖ 0Ͱ͋Δఆ਺Λ δpijͱ͢Δɽ͜ͷͱ͖ɼΞʔΫू߹Aɼύεू߹ PɼΞʔ
































p ≤ dkyij ∀(i, j) ∈ A, k ∈ K (10)
yij ∈ {0, 1} ∀(i, j) ∈ A (11)
xkp ≥ 0 ∀p ∈ P k, k ∈ K (12)
(7)ࣜ͸ɼϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(8)ࣜ͸ɼ඼छ kͷύεϑϩʔྔͷ࿨͸धཁྔʹͳΔ͜ͱΛද͢धཁอଘࣜͰ͋
Δɽ(9)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈล͸ΞʔΫ (i, j)͕
બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜͰ͋Δɽ(10)ࣜͷࠨ









xkij ≥ 0 ∀(i, j) ∈ A, k ∈ K (6)
(1)
(2) n n k Ok
−dk Dk dk 0
(3) (i, j)
(i, j) Cij 0
(4) (i, j) k
(i, j) dk 0
(5) 0-1 (6)
k P k P k p
xkp p (i, j) 1
0 δpij A P





















p ≤ dkyij ∀(i, j) ∈ A, k ∈ K (10)
yij ∈ {0, 1} ∀(i, j) ∈ A (11)
xkp ≥ 0 ∀p ∈ P k, k ∈ K (12)
(7)
(8) k
(9) (i, j) (i, j)
Cij 0 (10)
(i, j) k (i, j)
dk 0 (11)
0-1 (12)
CNDP (A,P,C) 0-1 (11)
CNDPL(A,P,C)






にCij，選択されないとき 0 となる容量制約式である．⑽式の左辺はアーク（i, j）上の
品種 k のパスフロー量の合計であり，右辺はアーク（i, j）が選択されるときに d k，選
択されないとき 0 となる強制制約式である．⑾式はデザイン変数の 0－1 条件，⑿式は
パスフローの非負制約である．
CNDP（A, P, C）において，デザイン変数の 0－1 条件を線形緩和し，⑾式を次式で
置き換えた問題を CNDPL（A, P, C）とする．
　　　　　
xkij ≥ 0 ∀(i, j) ∈ A, k ∈ K (6)
(1)ࣜ͸ɼϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(2)ࣜ͸ɼϊʔυ nʹ͓͚Δྲྀೖྔͱྲྀग़ྔͷ͕ࠩɼϊʔυ n͕඼छ kͷ࢝఺ Ok
Ͱ͋Ε͹ −dkɼऴ఺DkͰ͋Ε͹ dkɼͦͷଞͷϊʔυͰ͋Ε͹ 0ͱͳΔ͜ͱΛද͢
ϑϩʔอଘࣜͰ͋Δɽ(3)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈ
ล͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜ
Ͱ͋Δɽ(4)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷ඼छ kͷύεϑϩʔྔͷ߹ܭͰ͋Γɼӈล
͸ΞʔΫ (i, j)͕બ୒͞ΕΔͱ͖ʹ dkɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔڧ੍੍໿ࣜͰ͋
Δɽ(5)ࣜ͸σβΠϯม਺ͷ 0-1৚݅ɼ(6)ࣜ͸ΞʔΫϑϩʔͷඇෛ੍໿Ͱ͋Δɽ
඼छ kͷऔΓಘΔύεू߹ΛP kɼશମͷύεू߹ΛP ͱ͠ɼ඼छ kͷύε pͷϑ
ϩʔྔͰ͋Δύεϑϩʔม਺Λ xkp ͱ͠ɼύε p͕ΞʔΫ (i, j)ΛؚΉͱ͖ 1ɼͦ͏
Ͱͳ͍ͱ͖ 0Ͱ͋Δఆ਺Λ δpijͱ͢Δɽ͜ͷͱ͖ɼΞʔΫू߹Aɼύεू߹ PɼΞʔ
































p ≤ dkyij ∀(i, j) ∈ A, k ∈ K (10)
yij ∈ {0, 1} ∀(i, j) ∈ A (11)
xkp ≥ 0 ∀p ∈ P k, k ∈ K (12)
(7)ࣜ͸ɼϑϩʔඅ༻ͱσβΠϯඅ༻ͷ࿨Ͱ͋Γɼ͜ΕΛ࠷খԽ͢Δ͜ͱΛද͢ɽ
(8)ࣜ͸ɼ඼छ kͷύεϑϩʔྔͷ࿨͸धཁྔʹͳΔ͜ͱΛද͢धཁอଘࣜͰ͋
Δɽ(9)ࣜͷࠨล͸ΞʔΫ (i, j)্ͷϑϩʔྔͷ߹ܭͰ͋Γɼӈล͸ΞʔΫ (i, j)͕
બ୒͞ΕΔͱ͖ʹ Cijɼબ୒͞Εͳ͍ͱ͖ 0ͱͳΔ༰ྔ੍໿ࣜͰ͋Δɽ(10)ࣜͷࠨ














3 . 1 　列・行生成法














































ij + uij + wkij)− πk ∀p ∈ P k, k ∈ K (14)
Ͱ͋Δɽ∑(i,j)∈A δpij(ckij + uij +wkij)͸ɼΞʔΫ (i, j)ͷ௕͞Λ ckij + uij +wkij ͱͨ͠ͱ






kʹؔ͢ΔՁ֨෇͚໰୊͸ɼΞʔΫ (i, j)ͷ௕͞Λ ckij + uij + wkij ͱͨ͠࠷୹ܦ࿏໰
୊ʹؼண͞ΕΔɽ
͜ͷ࠷୹ܦ࿏໰୊ʹ͓͍ͯɼ࢝఺ɾऴ఺ؒͷ඼छ k ͷ࠷୹ڑ཭Λ µ ͱ͢Δɽ
µ − πk < 0Ͱ͋Ε͹ɼ඼छ kʹ͓͚Δඃ໿අ༻͕ෛͰ͋Δύεϑϩʔม਺͕ݟͭ
͔ͬͨ͜ͱʹͳΓɼp͕ੜ੒͢΂͖ύεɼύεʹରԠ͢Δύεϑϩʔม਺ xkp͕ੜ੒






















 πk は定数項として扱えるので，負のパスフロー変数を見つけるには，品種 k に対し





πk < 0 であれば，品種 k における被約費用が負であるパスフロー変数が見つかったこ
とになり， p が生成すべきパス，パスに対応するパスフロー変数 x kp が生成すべき変数





ないものとする．生成したパス p 上のアークに関して，品種 k に関する強制制約式がな
い場合は，品種 k の需要に関する強制制約式⑽を問題に追加する．
3 . 2 　容量スケーリングと列・行生成法
初期のアーク集合に対して容量スケーリング法を適用し，事前に対象となるアークを
絞ることにする．容量スケーリング法は，線形緩和問題を解き，そのデザイン変数解の
値にしたがってアーク容量を変化させ， 0 また 1 のデザイン変数解を導出するものであ
る．容量スケーリングでは，少ない繰り返し回数で多くのデザイン変数が 0 に収束する




ろん， 0 に収束したデザイン変数が最適解において 1 である可能があるため，限定され
たアーク集合をもとに求めた解は最適解であることは保証できない．すべての変数が 0




CNDPL（A, P, C）において， l 回目の繰り返しにおけるアーク容量を Clとし，⒀式










l －1 回目の繰り返しであるCNDPL（A, P
－


















CNDPL(A,P,C)ʹ͓͍ͯɼl ճ໨ͷ܁Γฦ͠ʹ͓͚ΔΞʔΫ༰ྔΛ C l ͱ͠ɼ
(13)ࣜͷ্ݶͰ͋Δ 1Λ C/C lʹஔ͖׵͑ɼݶఆ͞Εͨύεू߹ P¯ Λ༻͍ͨઢܗ؇




l− 1ճ໨ͷ܁Γฦ͠Ͱ͋ΔCNDPL(A, P¯ , C l−1)ͷσβΠϯม਺ղΛ y˜ͱ͢Δͱɼ
lճ໨ͷΞʔΫ༰ྔΛ࣍ͷΑ͏ʹมߋ͢Δɽ






ΞʔΫू߹ A¯ͱύεू߹ P¯ Ͱߏ੒͞ΕΔ໰୊͸ CNDP (A¯, P¯ , C)ͱͳΔɽA¯ͱύ
εू߹ P¯ ͸ɼͦΕͧΕAͱ P ͷ෦෼ू߹Ͱ͋ΔͨΊɼCNDP (A¯, P¯ , C)ͷ࠷దղ͸
































, C）の最適解は CNDP（A, P, C）の























yij ≤ L− 1 (16)
∑
(i,j)∈A|y¯ij=1
yij ≥ L−M (17)
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3 本の制約式を追加し，近傍探索を繰り返す．この M 近傍において，実行不可能，す
なわち現在の解よりも良い解が無いと判断できた場合は，近傍探索を終了する．また，
計算時間内に現在の解より良い解を算出することができない場合は，M＝｜M /α｜
（ a ＞ 1 ）とし， M を減少させて探索範囲を縮小し，探索を繰り返す．なお，MIP近傍
探索法の詳細は片山（2017）を参照のこと．
3 . 4 　大規模問題への適用


































































・CPU AMD Ryzen7 1800X 3.6GHz 8Cores，RAM 32GByte






・近傍 M の変更基準 α：2
・近傍探索におけるMIPソルバー計算時間の上限 T ：750秒
結果を比較するために，IP探索法（Hewitt et al. 2010）と並列局所探索法（Munguí 
et al. 2017）の結果を併記した．なお，近似解の誤差を算出するために下界値を使用し

































・並列局所探索法：Intel Xeon X5650-6Cores×2CPUs×8Nodes，2.66 GHz，RAM 24GB
なお，使用しているコンピュータが異なっているため，計算時間を直接比較することは
できない．ただし，IP探索法では 8 個のCPUをもつコンピュータを使用し，並列局所
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Algorithm 1: Solving CNDPL(A, P¯ , C, y˜)
for ite← 1 to Colmax do
Solve CNDPL(A¯, P¯ , C);
Get the optimal solution y˜ of CNDPL(A¯, P¯ , C);
Get the optimal dual solution of CNDPL(A¯, P¯ , C);
for k ∈ K do
Solve the shortest path problem with reduced arc costs;
Get the shortest path p and the shortest path length µ for commodity k;
if µ < the current path length πk then
Add p to P¯ ;
Generate path ﬂow variable xkp, and generate associated forcing
constraints for each (i, j);
Add xkp and associated forcing constraints;
end
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l it 2: MIP Neighborhood Search
Set A, P¯ , λ, ϵ, ITEmin, ITEmax, ArcNum, M , α, T ;
Solving CNDPL(A, P¯ , C, y˜);
A¯← A; C0 ← C; l← 1;
repea
(i, j) ∈ A¯ do
C lij ← λC
l−1




Solving CNDPL(A¯, P¯ , C l, y˜);
n← 0;
for (i, j) ∈ A¯ do






until l ≥ ITEmin and n ≤ ArcNum, or l ≥ ITEmax;
Solve CNDP (A¯, P¯ , C) within time T ;
G the solution yˆ and the upper bound UB;
repeat
Add equations (15), (16) and (17) to CNDA(A¯) for the current solution yˆ;
Solve CNDA(A¯) within time T ;
Delete equations (15), (16) and (17) from CNDA(A¯);
if CNDA(A¯) has no feasible solution then
break;
else







until M = 0;
Return yˆ, UB;
12
Algorithm 1: Solving CND L(A, P¯ , C, y˜)
for ite← 1 to Colmax do
Solve CNDPL(A¯, P¯ , C);
Get the optimal solution y˜ of CNDPL(A¯, P¯ , C);
Get the optimal dual solution of CNDPL(A¯, P¯ , C);
for k ∈ K do
Solve the sh rt s pat problem with reduced arc costs;
Get the shortes pat p and the shortes pat leng h µ for commodity k;
if µ < the current path length πk then
Add p to P¯ ;
Generate path ﬂow variable xkp, nd g nerate associated forcing
constraints f r each (i, j);
Add xkp and associate forcing const ai ts;
end







Algorithm 1: Solving CNDPL(A, P¯ , C, y˜)
for ite← 1 to Colmax do
Solve CNDPL( ¯, P¯ , C);
Get the optimal solution y˜ of CNDPL(A¯, P¯ , C);
Get th optimal du l s l ti of CNDPL(A¯, P¯ , C);
for k ∈ K do
Solve the shortes path problem with reduced arc costs;
Get the shorte t path p nd th shor es path leng µ for commodity k;
if µ < the curren path length πk t en
Add p to P¯ ;
Generate ath ﬂow variable xkp, nd generate associated forcing
constrai ts for e c (i, j);
Add xkp and as ociated forcing c nstraints;
end







Algorithm 1: Solving CNDPL(A, P¯ , C, y˜)
for ite← 1 to Colmax do
Solve ¯ );
Get the optimal solution y˜ of CNDPL(A¯, P¯ , C);
Get the optimal dual solution of CNDPL(A¯, P¯ , C);
for k ∈ K do
Solve the shortest path problem with reduced arc costs;
Get the shortest path p and the shortest path length µ for commodity k;
if µ < the current path length πk then
Add p to P¯ ;
Generate pat ﬂow variable xkp, and generate associated forcing
constraints for eac (i, j);
Add xkp and associated forcing constraints;
end









Algorithm 2: MIP Neighborhood Search
Set A, P¯ , λ, ϵ, ITEmin, ITEmax, ArcNum, M , α, T ;
Solving CNDPL(A, P¯ , C, y˜);
A¯← A; C0 ← C; l← 1;
repeat
for (i, j) ∈ A¯ do
C lij ← λC
l−1




Solving CNDPL(A¯, P¯ , C l, y˜);
n← 0;
for (i, j) ∈ A¯ do






until l ≥ ITEmin and n ≤ ArcNum, or l ≥ ITEmax;
Solve CNDP (A¯, P¯ , C) within time T ;
Get the solution yˆ and the upper bound UB;
repeat
Add equations (15), (16) and (17) to CNDA(A¯) for the current solution yˆ;
Solve CNDA(A¯) within time T ;
Delete equations (15), (16) and (17) from CNDA(A¯);
if CNDA(A¯) has no feasible solution then
break;
else







until M = 0;
Return yˆ, UB;
12
Algorithm 1: Solving CNDPL(A, P¯ , C, y˜)
for ite← 1 to Colmax do
Solve CNDPL(A¯, P¯ , C);
Get the optimal solution y˜ of CNDPL(A¯, P¯ , C);
Get the optimal dual solution of CNDPL(A¯, P¯ , C);
for k ∈ K do
Solve the shortest path problem with reduced arc costs;
Get the shortest path p and the shortest path length µ for commodity k;
if µ < the current path length πk then
Add p to P¯ ;
Generate path ﬂow variable xkp, and generate associated forcing
constraints for each (i, j);
Add xkp and associated forcing constraints;
end







Algorithm 2: MIP Neighborhood Search
Set A, P¯ , λ, ϵ, ITEmin, ITEmax, ArcNum, M , α, T ;
Solving CNDPL(A, P¯ , C, y˜);
A¯← A; C0 ← C; l← 1;
repeat
for (i, j) ∈ A¯ do
C lij ← λC
l−1




Solving CNDPL(A¯, P¯ , C l, y˜);
n← 0;
for (i, j) ∈ A¯ do






until l ≥ ITEmin and n ≤ ArcNum, or l ≥ ITEmax;
Solve CNDP (A¯, P¯ , C) within time T ;
t t solution yˆ and the upper bound UB;
repeat
Add equations (15), (16) and (17) to CNDA(A¯) for the current solution yˆ;
Solve CNDA(A¯) wi in time T ;
Delete equations (15), (16) and (17) from CNDA(A¯);
if CNDA(A¯) has no feasible solution then
br ak;
else







until M = 0;
Return yˆ, UB;
12
Algorithm 2: MIP Neighborhood Search
Set A, P¯ , λ, ϵ, ITEmin, ITEmax, ArcNum, M , α, T ;
Solving CND L(A, P¯ , C, y˜);
A¯← A; C0 C; l← 1;
repeat
for (i, j) ∈ A¯ do
C lij ← λC
l−1




Solving CND L(A¯, P¯ , C l, y˜);
n← 0;
for (i, j) ∈ A¯ do






until l ≥ ITEmin and n ≤ ArcNum, or l ≥ ITEmax;
Solve CNDP (A¯, P¯ , C) within time T ;
Get the solution yˆ and the upper bound UB;
repeat
Add equations (15), (16) and (17) to CNDA(A¯) for the current solution yˆ;
Solve CNDA(A¯) within time T ;
Dele e equations (15), (16) and (17) from CNDA(A¯);
if CNDA(A¯) has no feasible solution then
break;
else







until M = 0;
Return yˆ, UB;
12
Algorithm 2: MIP Neighborhood Search
Set A, P¯ λ, ϵ, ITEmin, ITEmax, ArcNum, M , α, T ;
Solving CNDPL(A, P¯ , C, y˜);
¯← A; C0 ← C; l← 1;
repeat
for (i, j) ∈ A¯ do
C lij ← λC
l−1




Solving CNDPL(A¯, P¯ , C l, y˜);
n← 0;
for (i, j) ∈ A¯ do






until l ≥ ITEmin and n ≤ ArcNum, or l ≥ ITEmax;
Solve CND (A¯, P¯ , C) within time T ;
Get the solutio yˆ and the upper bound UB;
repeat
Add equations 5 , (16) and (17) to CNDA(A¯) for the current solution yˆ;
Solve CNDA(A¯) within time T ;
D l t quations 5 , (16) and (17) from CNDA(A¯);
if CNDA(A¯) has no f a ible solution then
break;
else







until M = 0;
Return yˆ, UB;
12
Algorithm 1: Solving CNDPL(A, P¯ , C, y˜)
for ite← 1 t Colmax do
Solv CNDPL(A¯, P¯ C);
Get the optimal solution y˜ of CNDPL(A¯, P¯ , C);
Get the optimal dual solution of CNDPL(A¯, P¯ , C);
for k ∈ K do
Solve the shortest path problem with reduced arc costs;
Get the shortest path p and the shortest path length µ for commodity k;
if µ < the current p th length πk then
Add p to P¯ ;
Generate path ﬂow variable xkp, and generate associated forcing
const aints for ac ( , j);
Add xkp and associated forcing constraints;
end







Algorithm 2: MIP Neighborhood Search
Set A, P¯ , λ, ϵ, ITEmin, ITEmax, ArcNum, M , α, T ;
Solving P ( , P¯ , , ;
A¯← A; C0 ← C; l← 1;
repeat
or (i, j) ∈ A¯ do
C lij ← λC
l−1




Solving CNDPL(A¯, P¯ , C l, y˜);
n← 0;
for (i, j) ∈ A¯ do






until l ≥ ITEmin and n ≤ ArcNum, or l ≥ ITEmax;
Solve CNDP (A¯, P¯ , C) within time T ;
t t solution yˆ and the upper bound UB;
repeat
Add equatio s (15), (16) and (17) to CNDA(A¯) for the current solution yˆ;
Solve CNDA(A¯) wi in time T ;
Delete equations (15), (16) and (17) from CNDA(A¯);
if CNDA(A¯) has no feasible solution then
br ak;
else







until M = 0;
Return yˆ, UB;
12
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表 1 ：Average Gap for GT-Category Problems （%）ද 1: Average Gap for T-Category Problems(%)
IPS PAL MIPC MIPD
27.39 18.72 16.15 16.89
ද 2: Results for GT-Category Problems
N/A/K/F/C LB IPS PAL MIPC MIPD
500/2000/050/F/L 3432140 3823610 3722839 3684997 3685000
500/2000/100/F/L 5497770 6453880 6005177 5998164 6021802
500/2000/150/F/L 6750150 8081600 7510651 7460985 7508950
500/2000/200/F/L 8031600 9828350 9338097 9006397 8991436
500/2500/050/F/L 3176040 3612030 3491664 3442960 3484280
500/2500/100/F/L 5062110 6400140 5909401 5725155 5740127
500/2500/150/F/L 6542600 9089920 8138918 7940573 7947338
500/2500/200/F/L 7717740 10099200 9788913 9245826 9275190
500/3000/050/F/L 2958630 3457280 3369303 3331662 3321234
500/3000/100/F/L 4855420 6015950 5773133 5550014 5564884
500/3000/150/F/L 6031650 8919720 7741294 7612219 7570176
500/3000/200/F/L 6722660 10040000 9195115 8834674 8807533
500/2000/050/F/T 4326550 4949780 4892012 4885949 4903703
500/2000/100/F/T 6368730 7619670 7273916 7275823 7330582
500/2000/150/F/T 7208800 8807650 8014986 7908672 7924290
500/2000/200/F/T 8845440 11893100 10617796 10534572 10526348
500/2500/050/F/T 3927990 4600200 4406080 4418094 4375932
500/2500/100/F/T 5330490 6953660 6365848 6385223 6414804
500/2500/150/F/T 5930530 7571640 7037860 6889150 6913510
500/2500/200/F/T 8327720 11452900 10727261 10456499 10476206
500/3000/050/F/T 3529370 4262350 4035362 4098767 4068199
500/3000/100/F/T 5442880 7186810 6634387 6516032 6544023
500/3000/150/F/T 6236240 8709390 7517445 7434358 7477130
500/3000/200/F/T 7283080 10390700 9751002 9557845 9492740
13
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表 3 ：Gaps for GT-Category Problems（%）ද 3: Gaps for GT-Category Problems(%)
N/A/K/F/C IPS PAL MIPC MIPD
500/2000/050/F/L 11.41 8.47 7.37 7.37
500/2000/100/F/L 17.39 9.23 9.10 9.53
500/2000/150/F/L 19.72 11.27 10.53 11.24
500/2000/200/F/L 22.37 16.27 12.14 11.95
500/2500/050/F/L 13.73 9.94 8.40 9.71
500/2500/100/F/L 26.43 16.74 13.10 13.39
500/2500/150/F/L 38.93 24.40 21.37 21.47
500/2500/200/F/L 30.86 26.84 19.80 20.18
500/3000/050/F/L 16.85 13.88 12.61 12.26
500/3000/100/F/L 23.90 18.90 14.31 14.61
500/3000/150/F/L 47.88 28.34 26.20 25.51
500/3000/200/F/L 49.35 36.78 31.42 31.01
500/2000/050/F/T 14.40 13.07 12.93 13.34
500/2000/100/F/T 19.64 14.21 14.24 15.10
500/2000/150/F/T 22.18 11.18 9.71 9.93
500/2000/200/F/T 34.45 20.04 19.10 19.00
500/2500/050/F/T 17.11 12.17 12.48 11.40
500/2500/100/F/T 30.45 19.42 19.79 20.34
500/2500/150/F/T 27.67 18.67 16.16 16.57
500/2500/200/F/T 37.53 28.81 25.56 25.80
500/3000/050/F/T 20.77 14.34 16.13 15.27
500/3000/100/F/T 32.04 21.89 19.72 20.23
500/3000/150/F/T 39.66 20.54 19.21 19.90
500/3000/200/F/T 42.67 33.89 31.23 30.34
ද 4: Average Computation Time for GT-Category Problems(Seconds)
IPS PAL MIPC MIPD
3600 3600 15384 9152
14
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表 4 ：Average Computation Time for GT-Category Problems（Seconds）
9.97 7.0 5.98 5.98
15.01 7.02 6.89 7.31
17. 5 9.43 8.71 9.41
20. 14.3 10.30 0.12
12.47 8.72 7.21 8.49
24. 1 14.87 11.29 11.58
33.32 19.37 6.46 6.56
25.33 21.48 14.74 15.11
15.64 12.69 11.44 11.09
20.03 15.18 10.73 11.03
38.29 20.02 18.02 17.37
34.96 23.61 8.76 8.40
19. 14.2 14.24 15.1
14. 13.0 12.93 13.3
21.3 0.45 8.99 9.20
17. 12.1 12.48 1.4
34. 20.0 19.10 19.0
30. 19.4 19.79 20.3
23.71 14.99 12.56 12.96
33.44 24.99 21.83 22.06
20. 14.3 16.13 15.2
32. 21.8 19.72 20.2
39.20 20.15 18.83 19.51




表 5 ：Computation Time for GT-Category Problems（Seconds）ද 5: Computation Time for GT-Category Problems(Seconds)
N/A/K/F/C IPS PAL MIPC MIPD
500/2000/050/F/L 3600 3600 2219 2584
500/2000/100/F/L 3600 3600 9671 8813
500/2000/150/F/L 3600 3600 13778 8546
500/2000/200/F/L 3600 3600 14134 9360
500/2500/050/F/L 3600 3600 5507 3547
500/2500/100/F/L 3600 3600 9492 7942
500/2500/150/F/L 3600 3600 22851 12372
500/2500/200/F/L 3600 3600 31637 15568
500/3000/050/F/L 3600 3600 6546 2338
500/3000/100/F/L 3600 3600 15366 9135
500/3000/150/F/L 3600 3600 27619 18709
500/3000/200/F/L 3600 3600 33924 22302
500/2000/050/F/T 3600 3600 4300 2325
500/2000/100/F/T 3600 3600 4517 5398
500/2000/150/F/T 3600 3600 13619 8404
500/2000/200/F/T 3600 3600 12706 4645
500/2500/050/F/T 3600 3600 3874 1913
500/2500/100/F/T 3600 3600 10010 4589
500/2500/150/F/T 3600 3600 25099 28430
500/2500/200/F/T 3600 3600 17734 11757
500/3000/050/F/T 3600 3600 5624 2555
500/3000/100/F/T 3600 3600 18851 3287
500/3000/150/F/T 3600 3600 21687 9269
500/3000/200/F/T 3600 3600 38460 15858
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