Abstract. This paper addresses the visualization of the collaboration history in the development of software items using a simple interactive representation called Revision Tree. The visualization presents detailed information on a single software item with the intention of supporting the awareness of the project managers and developers about the item evolution and the collaboration taking place on its development. We considered that repositories of Software Configuration Management tools are the best information source to extract relevant information dealing with the relationships between the programmers and software items, as well as information regarding the creation of baselines, branches and revisions, and useful date and time details for the arrangement of the development timeline and collaboration representation.
Introduction
The software development process and the collaboration that it involves are difficult to understand and represent, due to the large number of software items that constitute a software product. Moreover, the collaboration taking place in the development of each item is concurrent and may be distributed across several geographical locations. Software Configuration Management (SCM) controls the evolution of complex systems [1] taking into consideration the communication at every level of the organization as well as the changes of code and documentation. To accomplish this purpose, the tools supporting such a process must provide services for the management of the component database, enhancing the environment of the developers, managing concurrency and collaboration, and recording changes including time, date, which modules were affected, how long the modification took and information about who did the change.
The IEEE Standard 828-1990 [2] states that "SCM activities include the identification and establishment of baselines; the review, approval, and control of changes; the tracking and reporting of such changes; the audits and reviews of the evolving software product; and the control of interface documentation and project supplier SCM". Hence, the importance of SCM repositories as the information source to extract the collaboration activities taking place during project developments, as well as key information as the identification and establishment of baselines and revisions and the tracking of changes including dates and times. However, in spite of the richness of this data source and decades after the first SCM systems were released, there is an important lack of mechanisms with which to convey, by means of proper representations, how the contribution and collaboration of team members occurs in a particular project.
In recent years, the field of information visualization has played an important role in providing insight through visual representations combined with interaction techniques that take advantage of the human eye's broad bandwidth pathway to the mind, allowing experts to see, explore, and understand large amounts of information at once [3] . Traditionally, the software development process has been a subject of interest for information visualization practitioners. Thus, the software visualization community is providing excellent results which are being featured in main stream IDEs. Nevertheless SCM tools can still be enhanced by using highly interactive visualizations rather than mere "static" representations.
The interactive visual solution we propose in this paper considers both space and time strategies: the space strategy uses layout and graphic design to pack appropriate information in one view, while the time strategy uses view transitions to spread information over multiple views [4] . Additionally, we take into consideration several techniques to support navigation, interpretation of visual elements and understanding relationships among items in their full context [5] .
There are also many information visualization techniques, each one with its advantages and disadvantages; the use of a sort of combination to provide a real solution to end users is very frequently required. Spence [6] and Card et al. [7] provide excellent surveys of information visualization mechanisms and techniques. We support our visualization through the use of a grid-based structure, selection, navigation, filtering and zoom interaction mechanisms, in addition to polyfocal display, a tree hierarchy (a directed graph) and a time line as visualization techniques.
We considered what is going on in the project in our design, who else is working on the project, what they are doing, how long they have been working on a revision, how their work may impact the work of others and the overall framework designed by Storey in [8] for describing the visualizations of human activities in software engineering.
This paper is devoted to present the first contribution to the SCM tool (PlasticSCM) developed by Códice Software (http://www.codicesoftware.com); an interactive 2D visualization, named Revision Tree, which allows visualizing the contributions of the team members, through several revisions, baselines and long periods of time, on the same item or document within the software project. This way, the rest of the paper is organized as follows: Section 2 reviews some related works applied to the visualization of software evolution and software visualization techniques; Section 3 discusses the design of the Revision Tree visualization; Section 4 analyzes a case study in which the results of the Revision Tree are compared with the ones offered by a 3D version tree present in the current version of PlasticSCM tool; and, finally, Section 5 discusses the conclusions and future work.
Related work
Considerable work has been dedicated to study the software visualization and information visualization areas. Gracanin [9] states that Software Visualization is "a discipline that makes use of various forms of imagery to provide insight and understanding and to reduce complexity of the existing software system under consideration". As a consequence, it is important to identify the tasks that will be performed by the visualization as well as its scope and content, who the audience will be, what data source is going to be represented, how it will be represented, which medium will be used for the representation, the forms and techniques that will be used by the presentation and how the user is going to interact with the visualization.
Although we concentrate on the evolution of individual items and the collaboration of software teams on its development, in this section we will review some useful ideas that have been applied in the visual representation of Software Configuration Management tools repositories.
Xie et al. [10] list a set of questions that can be used to guide the design of visualizations of SCM tools repositories; for the purposes of this paper, it is relevant to determine which authors worked on the same file, when a modification was made and how many authors worked on the release of the system. Moreover, Eick et al. [11] accurately state that a fundamental problem in visualizing software changes is to choose effective visual representations or metaphors and review some of them, as well as some combinations showing different data perspectives filtered by developer, basic statistics about changes, size of the changes, activity carry out by developer, etc.
Voinea and Telea [12] support the idea that software configuration management repositories are valuable for project accounting, development audits and understanding the evolution of software projects. We strongly agree with these authors about the richness of software repositories; thus, the effective design of the repository of SCM tools can provide information about the development process that is not possible to acquire from any other source and through a w ell-designed visualization, it is possible to navigate the repository data and get an insight of what is going on in the project. The same authors also propose two visualizations for software management configuration repositories in [13] and [14] . Those proposals demonstrated that the adequate use of 2D visualizations in conjunction with colors and textures contribute to the development of powerful multidimensional visualization solutions.
Gall et. al. [15] developed an interesting approach using 3D representations and color coding applied to software evolution through the time, thinking over structure and attribute changes. The attributes are the revision number, item size and complexity. This approach visualizes the version and each item attributes every time, using one color for each attribute.
There are several proposals addressing the representation of temporal spaces using many different structures. Morris et al. [16] worked with the visualization of temporal hierarchies plotting research documents along a horizontal track in the time line and placing related documents according to the hierarchical structure produced by the clustering phase. Card et al. [17] developed a visualization that allows exploring hierarchies that change with time by using searches, navigating through a hierarchical presentation and filtering results with the assistance of a time slider control. Therón [3] proposed a tree-ring metaphor to represent hierarchical time-based structures and applied it to browse and discover relationships in the history of computer languages. Kumar and Garland [18] proposed a solution for the visualization of time-varying graphs, where the users can slide to different time periods to explore the graph or discover trends interacting with the presentation.
The visualization presented by Lanza in [19] deals with the visualization of software attributes throughout the time using an evolution matrix with variable rectangular-sized boxes inside each cell; the width of the boxes represents the number of methods and the height the number of attributes in the class. This visualization method is powerful and could be improved borrowing some ideas about colors and textures from [15] . At this point, it is relevant to reference the work developed by Koike [20] [21], which describes a representation, called VRCS, that shows the evolution of items from the repository of the software management configuration tool. On this visualization, each software item is represented by using two dimensions and the overall visualization with three dimensions, as illustrated in figure 1 . This visualization will be analyzed further, in the presentation of the case study. Finally, Perforce (http://www.perforce.com/) is a software configuration management system that includes a visualization module; a sample of which is displayed in figure  2 . The visualization offered by this tool is two dimensional and uses a graph to show the relationships between baselines, branches and revisions. It features an overview + detail approach rather than a more convenient focus + context approach [22] and will also be discussed in section 4.
Revision Trees: visualization of the collaboration history of software items
In this section we propose a 2D representation for the collaboration history of software items. The Revision Tree was designed to visualize the contributions of the team members through several revisions, baselines and long periods of time, on the same item or document within the software project. In this context it is important to consider that the evolution of every software item implicitly holds a temporal attribute, which is the most important and critical element needed to understand the software development process of any system. The problem at hand presented several challenges that were addressed in the proposed visualization: the representation of large revision trees, where the baselines have several branches and each branch many item revisions; the navigation through the version tree offering a focus + context view; support to interactivity to enable the inspection of more than one baseline at a time, exhibit the collaboration of developers for every baseline and correlate all the information with the time line. The full evolution is displayed for a complete analysis in figure 3 (it was turn around due to page constrains), and a piece of this representation is examined further in figure 4 . At this point, it is important to highlight that we decided to use a grid-based structure because it provides an intuitive mechanism to visualize the working relationship between authors and baselines by using the rows to represent the authors and the columns for the baselines (when changes expand during a number of baselines, the column is named after that interval of baselines). Moreover, grid and matrix structures are widely known by developers and the cells can be used as containers for the drawing of nodes of the directed graph representing the flow of revisions for the item. Figure 3 depicts three sketches of the same revision tree and figure 4 shows a zoom through a piece of this design in order to better review the details. The first sketch (the one on the top) exposes the normal vista of the design; it uses variable width columns to accommodate the revisions in each baseline, the distribution of the rows is uniform, the first row is used for the baseline numbering, the second row represents the timeline and includes information about the date and hour of creation of a revision, the horizontal blue lines with arrows on both ends emphasize an individual day and the vertical blue lines indicate the end of one day; the dark blue small lines in between the parallel vertical blue lines point out the absence of work, the rounded rectangular nodes are used to emphasize the creation of branches and the orange line connecting the blue ovals outline the main code version. This sketch allows us to appreciate all the baselines and revisions of the item at a glance, as well as the relationships among baselines and the hierarchical association between baselines and revisions.
The second and third sketches show the use of the bifocal display expanding the column of the twelfth baseline and the row corresponding to Borja, while the information of the other baselines shrinks, keeping in the screen all the versioning information of the item and allowing us to concentrate on the area in which the item has more activity; although it is also possible to focus on several points of the representation at a time using the polyfocal feature of the solution.
An interesting key point of this representation (available on figure 4 ) is the use of dark blue small vertical lines to exhibit times when a day has not produced any changes in the item (as it would usually happen during weekends); this can be seen for the weekend of 25 th and 26 th of February, which is a normal situation, but also for the period between the 2 nd and the 7 th of March, which may be interesting for the project manager to observe. This simple approach allows us to discover intuitively these "non-working" or stable periods. The same approach is used when the period of stability covers a whole month; in that case, a small, blue circle is used to represent a stable month in the timeline and the white-gray switching is maintained (this situation can be seen in figure 3 , where April and May produced no changes within baselines [14] [15] [16] [17] [18] [19] [20] [21] [22] .
Furthermore, the proposal supports more interactivity;, the users can select the main branch or regular branches of the application as a means of uncluttering complex revision trees; as a result, the application will bring out all its first level associations along the presentation, they can also select any node to highlight its connections. By means of the interaction, the representation can be modified in order to show the user the exact information he/she wants to see.
One of these interaction techniques in the proposed visualization is a focus + context technique: the use of variable width columns depending on the number of revisions in the baselines and the use of bifocal and polyfocal displays. The bifocal display consists of the capacity of the visualization to expand the rows and columns intersected in the area of interest; the polyfocal display has the same distortion behavior but allows focusing on more than one area.
On the other hand, filtering is another useful possibility: it may be interesting to have the same representation but for a particular period of time, or including only the information of selected developers. We recommend reviewing all these design details carefully on figure 4 and use table 1 for a listing and description of the variables and visual elements in the representation. It denotes a day without any activity i n the creation of baselines, branches or revisions.
A small vertical blue line in the timeline, for each day with no activity.
Idle month
This symbol represents an entire month without any activity in the creation of baselines, branches or revisions.
A small blue circle is used to represent a stable month in the timeline When assessing the proposed Revision Tree, it becomes evident that it is possible to obtain a great amount of information at a glance and that a detailed explanation to discover data of relevance is not required; it is easy to follow up on contributions to the development of a software item and understand how it has evolved throughout. This visualization also provides useful information for project managers; they can become aware of who has been working most in the development of the item, if someone has quit or been fired from the company, as well as discover if the last revisions made by that programmer to the item were merged or if there is a merge that has never been done for any other reason. They can also get information about the periods with more activity in the component and recognize when the item is stable, due to the fact that it is not suffering frequent changes. At present, it is possible to get a lot more information through the careful checking of every visualization detail, particularly if a large real-life set of data is used. 
Case study: Advantages of the Revision Trees as compared with the use of 3D revision trees
The development of visual representations using three dimensions has become popular during the last few years. We used the 2D Revision Tree representation to visualize a large revision tree and compared the results with the ones produced by Códice Software's PlasticSCM and its visualization 3D version tree tool, VRCS and Perforce. Figure 5 shows the 3D version tree for the same example as the one shown in figure 3 and a zoom in for the first 11 baselines. The 3D version tree is eye-catching; it has a line representing the main line of the development and green arrows showing the merge of revisions. Along with the nodes, there are labels indicating some information about the baselines and revisions. Although the representation is visually appealing, it shows a number of drawbacks, the first one being that it is a static representation: the user can only change the point of view or choose how far he/she is looking at it (i.e, it is only possible to turn around the tree and zoom into a region to get closer to a node or area). When zooming in, the size of the node increases and it is harder to manipulate the tree and the context is lost because the visualization lacks a context + focus view, so the user becomes disoriented; when we zoom out, the tree becomes a 3D shape with no special SCM meaning. Moreover, even after zooming in, you cannot see all the information represented due to occlusion; the front nodes hide the other nodes representing revisions. Although the 2D revision tree performs better in a large screen, even a small space such as the one used in figure 3 (1 third of a page in a colored print out) can help the user to obtain a general idea of what was the evolution of a particular item.
At this point, the work of Ware [23] has been very helpful: he analyzes the use of 3D on information visualization and proposes the use of a 2 1/2D attitude when designing representations. It basically addresses many of the drawbacks of 3D visualizations and suggests the use of 3D consciously in combination with 2D for producing better visualization solutions.
Before going on with our analysis, we will discuss some details VRCS and the Perforce visualization tool. Our main concerns with the visualizations presented in [19] [20] and illustrated in figure 1 are the lack of a focus + context view, the navigation through the structure, and how it can behave with the presentation of complex systems due to the high processor and memory demands of three dimensional visualizations and occlusions. As we discussed above, the visualization of large revision histories for one item using the three dimensional version trees has some limitations. Therefore, the visualization of large repositories with many items containing lots of baselines and revisions would result in a very large hard to navigate visualization and probably would not provide, within a short time, the information required by the user. Besides, the representation produced by Perforce (figure 2) offers an overview + detail approach, loosing this way a great amount of screen real state. It shows information about branching and merges and it is possible to obtain the date and time of revisions by clicking over the nodes and reviewing the information on the Details tab on the left panel. However, it does not provide information about the programmers contributing to the development of the item, how long the developers have been working on the item, nor in regards to periods without activity; furthermore, it is not possible to compare two baselines or see the time line at a first sight. In conclusion, this visualization is static and does not offer interaction options. Table 2 . Comparison of visualization tools for the representation of revision trees.
Questions
PlasticSCM VRCS Perforce Revision Tree is shown in figure 6 . It is easy to realize that Borja has done many contributions on versions 10, 11 and 12 (it was rotated due to page constrains). Revision 1 pointed out by the node 4 in the main development line has not been merged, the development of the item started on February, 23rd and revision no. 11 was reached 15 days later; the baseline with more branches and revisions is number 12; branches 0162 and 0172 are tied into the number of revisions. There are two periods of time in which there is no activity in the item and whose dates are between February 24th -February 27th and March 1st -March 8th, also, the comparison between the baselines is immediate in this case, due to the short period of time under consideration. The brackets on the figure 6 highlight the use of bifocal display, the row corresponding to Borja has been amplified as well as the column associated to baseline 10, to show specific details. This figure also shows the use of a focus + context view; it allows getting information about specific areas while showing the general picture.
We consider that, after doing this comparison, our proposal is a valid representation for the visualization of revision trees and its complete development incorporating the features described in this paper as well as others that will result from its evaluation by users, and which will end in a powerful visualization easy to use and learn while providing the information needed by the users.
Conclusions
Revision Tree provides a focus + context view, a grid structure to which all programmers are familiar with, a timeline to guide and position users in time and space and several interaction possibilities to make the information the user needs available. With this presentation, the user can get many answers about how the evolution of the item is progressing and the team is always aware about who is working on the different baselines and revisions.
Whereas the visualization is always visible for all revisions, the users can review all the baselines and revisions in a very short period of time, therefore, there is no hidden information or an occlusion.
The timeline representation is clear, showing the complete time interval since the item was created, it also supports temporal comparisons and it made the concurrency of the programmers evident. Besides, the interactivity adds functionality to filter or focus on specific areas: in synthesis, the two-dimensional visualization offers a clear and functional presentation.
On the other hand, the three dimensional visualization does not support a focus + context view and only provides useful information at the detail level; to get the required information the user has to interact with the system for a long period of time. It allows the inspection of only one revision at a time, while nodes and labels could occlude the presentation at a general level.
The visualization presented in this paper shows enough evidence to state that for the representation of the evolution and collaboration in the development of software items a two dimensional representation offering several interaction possibilities can result in a powerful solution for the visualization of multidimensional data.
Future improvements will consider the improvement of interaction techniques, the use of linked views for the visualization of the directory structure of baselines and the comparison of several baseline structures. Furthermore, a usability test to compare the three dimensional representation and Revision Tree will be conducted.
There are other challenges also related with this problem; the representation of the collaboration between programmers and all the items stored in the repository of SCM tools.
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