




































































voidaan   käyttää   esimerkiksi   uusien   proteiinien   funktion   ja   rakenteen   selvittämiseen 
vertaamalla   niitä   paremmin   tunnettuihin   proteiineihin.   Lokaaleilla   monilinjauksilla 
etsitään DNA­sekvensseistä esimerkiksi säätelyalueita ja niiden osia.
Parilinjaukseen   on   pitkään   tunnettu   dynaamisen  ohjelmoinnin  menetelmä   [NeW70], 
jolla   saa  optimaalisia   tuloksia.  Menetelmä   on  yleistettävissä  monilinjaukseen,  mutta 
ajan   ja  muistin   käyttö   kasvaa   tällöin   eksponentiaalisesti.  Käytännössä   näin   saadaan 
linjattua  vain  muutamia,   lyhyitä   sekvenssejä   [LAK89].  Tämän   takia  onkin  kehitetty 
useita   heuristisia   menetelmiä.   Globaalissa   monilinjauksessa   on   yleisesti   käytössä 
heuristiikkoja,   jotka   rakentavat   linjauksen  progressiivisesti   fylogeniapuun  ohjaamana 








Toisessa   luvussa  esittelen   linjaamisen   termejä   ja  menetelmiä   parilinjaamisen  kautta. 
Kolmannessa   luvussa   kerron   heuristisesta,   fylogeniapuun   mukaan   progressiivisesti 
etenevästä,   globaalista   monilinjauksesta   [FeD87,   Dur98]   sekä   uudesta 
parannusehdotuksesta menetelmän lisäysten ja poistojen käsittelyyn [LöG05, LöG08]. 
Neljännessä   luvussa   kerron   kolmesta   enemmän   tai   vähemmän   lokaalista 
monilinjausalgoritmista.   Ensimmäinen   tekee   heuristisesti   lokaalin   ja   globaalin 
linjauksen piirteitä yhdistäviä linjauksia fylogeniapuun ohjaamana [Bla04]. Toinen etsii 
optimaalisesti lyhyitä motiiveita käyttäen apunaan fylogeniapuuta [BST02]. Kolmas etsii 
lokaaleita   linjauksia   heuristisesti   progressiivisesti   [StH89,   HeS99],   käyttämättä 




osuvat  mahdollisimman  hyvin   yhteen.  Käytän   esimerkeissä  DNA­sekvenssejä,   jotka 





lokaalisti,   jolloin sekvensseistä   etsitään parhaiten  yhteen sovitettavissa  olevat  pätkät. 
Esimerkki lokaalista ja globaalista linjauksesta on kuvassa 1.
Globaalissa linjauksessa sovittaminen tehdään yleensä lisäämällä sekvensseihin aukkoja. 





samaan   sarakkeeseen   osuvista  merkeistä.   Jos  merkit   ovat   samat   tai   yhteensopivat, 





että   samoista  merkeistä  annetaan +2  ja  eri  merkeistä   ­1  pistettä.  Etenkin proteiinien 
tapauksessa   on   yleensä   kuitenkin   joidenkin   parien   vaihtuminen   keskenään 
todennäköisempää   kuin   toisten.   Siksi   usein   käytetään  pisteytysmatriiseita,   joissa   on 
jokaiselle merkille rivi ja sarake, ja matriisin ruuduissa pisteet sille, että rivin merkki on 





Kahden sekvenssin,  x=x1...xl  ja  y=y1...ym,  linjauksia eli  parilinjauksia etsitään yleensä 
dynaamisella ohjelmoinnilla. Dynaamisessa ohjelmoinnissa on taulukko, jossa on  l+1 
saraketta   ja  m+1  riviä.  Sarakkeet   ja   rivit   numeroidaan  nollasta   alkaen.  Sekvenssi  x 
asetetaan taulukon yläreunaan niin, että  x1 osuu sarakkeen 1 kohdalle jne. Sekvenssi  y 
asetetaan   samoin   taulukon   vasempaan   reunaan.   Lukuunottamatta   ylintä   riviä   ja 
vasemmanpuoleisinta   saraketta,   taulukon   jokaista   ruutua  Di,j  vastaa   siis  yksi  merkki 
kummastakin sekvenssistä,  xi  ja  yj. Esimerkki dynaamisen ohjelmoinnin taulukosta on 
kuvassa 2.
Taulukkoa   täytetään   ruutu   ruudulta,   käyttäen   hyväksi   aiemmin   täytettyjen   ruutujen 
tuloksia.   Täyttäminen   aloitetaan   kulmasta  D0,0.   Täyttämistä   jatketaan   useimmiten 
riveittäin  tai  sarakkeittain kunnes koko taulukko on täytetty,  esimerkiksi  D0,1,  D0,2,..., 
D0,m, D1,0, D1,1,..., D1,m,..., Dl,0, Dl,1,..., Dl,m. Muutkin täyttöjärjestykset ovat mahdollisia.
Ruutuihin lasketaan pisteytystä niin, että kuhunkin ruutuun Di,j tulee korkein pistemäärä 
joka voidaan saada,  kun sekvenssejä  on  linjattu merkkeihin  xi  ja  yj  asti.  Tätä  varten 
katsotaan kolmea läheistä  aiemmin laskettua ruutua,  Di­1,j­1,  Di­1,j  ja  Di,j­1.  Ruutu  Di­1,j­1 
vastaa   sitä,   että   kummassakin   sekvenssissä   siirrytään   eteenpäin   ja   linjauksen 
käsiteltävään sarakkeeseen tulisi siis merkki kummastakin sekvenssistä. Ruudut Di­1,j  ja 
Di,j­1  vastaavat sitä, että  vain toisessa sekvenssissä  siirrytään eteenpäin ja linjauksessa 
toiseen   sekvenssiin   tulisi   käsiteltävään   sarakkeeseen   aukko.  Näiden   kolmen   ruudun 
pisteytykseen   lisätään  kuhunkin  vaihtoehdon   tuottamat   pisteet,   paras   niistä   laitetaan 
ruutuun talteen. Ruutuun tulee siis arvo
4Di, j=max {Di−1, j−1sxi ,yjDi , j−1gDi−1, jg }





Globaalissa  linjauksessa ruutu  D0,0  alustetaan arvoon 0 ja  lopullinen pisteytys  löytyy 
ruudusta Dl,m. Linjaus rakennetaan lopusta alkuun aloittamalla ruudusta Dl,m ja käymällä 
taulukkoa   taaksepäin   osoittimien   mukaisesti  ottaen   talteen   siirtymiin   liittyvät 
merkkiparit kunnes päästään ruutuun D0,0.
Lokaalissa linjauksessa otetaan jokaisessa ruudussa neljänneksi vaihtoehdoksi 0, jotta 






5Di , j=max {Di−1, j−1sxi , yjDi, j−1gDi−1, jg
0
}
Lokaalissa   linjauksessa   tuloksen   lukeminen   aloitetaan   taulukon   korkeimmasta 
pisteytyksestä ja jatketaan kunnes osutaan ruutuun jonka arvo on 0.
Parilinjauksen dynaamisen ohjelmoinnin voi toteuttaa myös niin, että  yhden taulukon 
sijaan   täytetään   kolme   taulukkoa,   joista   yksi   vastaa   siirtymistä   molemmissa 
sekvensseissä ja kaksi siirtymistä toisessa ja aukkoa toisessa sekvenssissä. Tällöin affiini 
aukkosakko on helppo toteuttaa.
Dynaamisen  ohjelmoinnin  menetelmä  on  helppo yleistää  monilinjaukseen;  käytetään 
taulukkoa   jossa   on   yhtä   monta   ulottuvuutta   kuin   on   linjattavia   sekvenssejä. 
Pisteytykseen   voidaan   käyttää   esimerkiksi   parien   summa   ­pisteytystä,   jossa   pisteet 




taulukkoa   [LAK89],  mutta   niilläkin   saadaan   linjattua   enimmillään   alle   kymmenen 
parinsadan merkin sekvenssiä. Siksi käytännössä usein tarvitaan heuristisia menetelmiä, 
joilla saadaan tarpeeksi hyvä tulos kohtuullisessa ajassa. Globaalissa monilinjauksessa 




käytetään   esimerkiksi   proteiinien   samankaltaisuuden   vertailuun.   Globaalia 
monilinjausta   tehdään   usein   progressiivisesti   fylogeniapuun   ohjaamana.   Eräs 
tunnetuimmista  menetelmää   käyttävistä   ohjelmista  on  CLUSTALW [THG94].  Tässä 






Fylogeniapuu  muodostetaan   yleensä   laskemalla   parilinjauksista   tai  monilinjauksesta 
sekvenssien   keskinäiset   etäisyydet   ja   tekemällä   näiden   etäisyyksien   perusteella 
hierarkkinen   klusterointi.   Tässä   paperissa   en   keskity   fylogeniapuun   rakentamiseen 
tämän enempää, vaan oletan että algoritmit saavat sen syötteenä.
Progressiivista   monilinjaamista   varten   fylogeniapuulle   valitaan   juuri.   Linjaaminen 
etenee   puun   lehdistä   juureen   päin.   Laskenta   tehdään   sisäsolmuissa,   joissa   lasten 
sekvenssit tai linjaukset linjataan yhteen. Binääripuussa sisäsolmuja on n­1 kappaletta, 
kun käsiteltävänä on n  sekvenssiä. Linjaaminen tehdään kaksiulotteisella dynaamisella 
ohjelmoinnilla.   Koska   kaikki   linjaukset   ovat   kaksiulotteisia   ja   niitä   tehdään  n­1 
kappaletta, aikavaativuus on luokkaa O(n   ∙ l2), missä l on sekvenssien keskipituus. Kun 










Yleisimmin on  käytössä  parien  summa ­pisteytys.  Tämä  pisteytys  ei  kuitenkaan ole 
hyvin perusteltu. Se sakottaa  jokaisesta mutaatiosta (aukosta  tai  korvauksesta) monta 
kertaa, aivan kuin jokainen sekvenssi periytyisi kaikista muista sekvensseistä [Dur98], 
mikä   ei   ole   biologisesti   järkevää.   Sen   yleistä   käyttöä   selittänee   yksinkertaisuus   ja 
toteutuksen helppous.
Parempi   olisi   käyttää   jonkinlaista   parilinjauksen   pisteytyksestä   suoraan   yleistettyä 
pisteytystä,  jos sellainen on johdettavissa, tai pisteytystä   jossa fylogeniapuu on otettu 
huomioon.   Eräs   esimerkki   fylogeniapuun   huomioon   ottavasta   pisteytyksestä   on 
parsimoniapisteytys,   jossa   etsitään   pienintä   määrää   fylogeniapuuhun   sijoitettuja 
mutaatioita, joka selittää annetut sekvenssit.
Ensimmäisessä   fylogeniapuun   ohjaamassa   progressiivisessa   algoritmissa   [Fed87] 
pisteytysongelma   kierrettiin   tekemällä   parilinjaukset   jokaiselle   sekvenssiparille   ja 
valitsemalla niistä paras ohjaamaan linjauksen laajentamista.
Progressiivinen monilinjaus toteuttaa ideaa ”kerran aukko, aina aukko” [Fed87]. Toisin 
sanoen,   jos   kahden   sekvenssin   linjauksessa  progressiivisen   linjauksen   alkuvaiheessa 
toiseen   linjaukseen   tulee   tiettyyn   kohtaan   aukko,   siinä   tulee   olemaan   aukko  myös 
lopullisessa   linjauksessa.   Samoin   jos   alkuvaiheen   kahden   sekvenssin   linjauksessa 
samaan sarakkeeseen osuvat tietyt merkit  xi  ja  yj, myös lopullisessa linjauksessa nämä 
merkit ovat samassa sarakkeessa.
Linjauksia   linjatessa   tämä   idea   toteutuu   automaattisesti.   Edustavia   sekvenssejä 
käyttäessä   varsinainen   lopullinen   linjaus   täytyy   kasata   erikseen,   käyden   puuta   läpi 
juuresta   lehtiin   päin,  mutta   silloinkin   aukot   pysyvät   alkuperäisillä   paikoillaan.   Jos 
8linjauksen kasvattamiseen käytetään parasta parilinjausta, parilinjauksia ei voida tehdä 
alkuperäisillä   sekvensseillä   vaan   niihin   täytyy   ottaa   edellisten   tasojen   linjauksissa 
syntyneet  aukot mukaan. Tämä  onnistuu esimerkiksi  korvaamalla  aiemmin syntyneet 




virheellisesti   linjataan yhteen kaksi  kaukaista  sukua olevaa sekvenssiä,  mahdollisista 
linjausvirheistä   ei   päästä   enää   myöhemmin   eroon.   Oikean   fylogeneettisen   puun 
ohjaamana   linjaaminen   alkaa   läheistä   sukua   olevista   sekvensseistä,   joiden   oikein 
linjaaminen on varmempaa.
3.2 Löytynojan ja Goldmanin lisäys
Aukkoja  on  biologisesti  kahta   lajia.  Poistossa  sekvenssistä  häviää  pätkä,  lisäyksessä 
sekvenssiin kiinnittyy uusi pätkä. Parilinjauksessa näitä ei voida erottaa toisistaan, mutta 
fylogeniapuun   avulla   monilinjauksessa   lisäysten   ja   poistojen   tunnistaminen   olisi 
mahdollista. Yleensä niitä ei silti erotella, vaan käytännössä kaikkia aukkoja käsitellään 
kuin poistoja.  Tämä  aiheuttaa sen,  että   samasta  lisäyksestä   sakotetaan monta kertaa, 
mikä johtaa linjauksen vääristymiseen.
Asiaa on aiemmin yritetty korjata sakottamalla vähemmän kohdissa, joihin linjauksen 
aikaisemmissa   vaiheissa   on   tullut   aukkoja   [THG94].   Tämä   ei   kuitenkaan   riitä 
korjaamaan   tilannetta   ja   aiheuttaa   lisää   ongelmia  kasaamalla   lähellä   toisiaan  olevat 





Pari   vuotta   sitten   Löytynoja   ja   Goldman   esittivät   progressiiviseen   fylogeniapuun 
ohjaamaan  monilinjaukseen   lisäystä   [LöG05   ja  LöG08],   joka  käsittelisi   lisäykset   ja 
poistot oikein. Ideana on pitää kirjaa puun kahden edellisen tason linjausten aukkojen 
9sijainnista. Lisäys näkyy useamman peräkkäisen tason aukkona, poisto taas aiheuttaa 
aukon   vain   yhdellä   tasolla.  Menetelmä   ei   sakota   aukoista,   jotka   osuvat   täsmälleen 
edellisellä 1­2 tasolla esiintyneen aukon kohdalle.
Ideaalitapauksessa havaittujen lisäysten kanssa ei linjata ylemmillä tasoilla enää mitään. 
Poistoista   aiheutuvia   aukkoja   käsitellään   ylemmillä   tasoilla   kuten   progressiivisessa 
monilinjauksessa ennen tätä lisäystä kaikkia aukkoja, eli niiden kanssa voidaan vapaasti 
linjata   sekvenssinpätkiä.   Näin   lopullisesta   linjauksesta   tulee   paljon   harvempi   kuin 
ennen, lisäysten kohdalla vain parilla rivillä on merkkejä ja loput ovat aukkoa. Monet 
kuumat   pisteet   katoavat,   esi­isäsekvenssit   pysyvät   suunnilleen   saman   mittaisina 
fylogeniapuun   tasosta   riippumatta   ja   linjauksen   selittävien   mutaatioiden   määrä 





Koska lisäykset eri  periytymislinjoissa eivät   riipu toisistaan,  niiden järjestys voidaan 
valita mielivaltaisesti. Tässä menetelmässä aiempien tasojen aukko laitetaan linjaukseen 
aina ennen uutta, samaan sekvenssiin tulevan aukoa.
Lisäys   perustuu   kolmella   taulukolla   tehtävään   parilinjaukseen.   Tässä  menetelmässä 
näiden lisäksi tarvitaan vielä neljä taulukkoa, jotka vastaavat aiempien tasojen aukkojen 
yli   hyppäämistä   kun   edellisessä   sarakkeessa   on   ollut   joko   merkki   molemmissa 
sekvensseissä tai uusi aukko samassa sekvenssissä. Valitun aukkojen järjestyksen takia 
ei   lainkaan   esiinny   tapausta,   jossa   ennen   vanhaa   aukkoa   on   uusi   aukko   samassa 
sekvenssissä.
Alkuperäisessä  artikkelissa  [LöG05] menetelmä  on esitetty   todennäköisyyslaskentaan 
perustuvan algoritmin kanssa. Linjaus on mallinnettu piilo­Markov­mallina, varsinaisen 
pisteytyksen sijaan lasketaan todennäköisyyksiä ja jokaisen tason linjauksesta tehdään 
merkkien   todennäköisyysjakaumaa   kussakin   sarakkeessa   kuvaava   vektori   seuraavien 
tasojen   linjauksia   varten.   Tässä   kuitenkin   esitän   menetelmän   kombinatoriseksi 
muokattuna, koska muut esittelemäni algoritmit ovat kombinatorisia.
Taulukot   on   nimetty   seuraavasti:   Tauluun  vM  täytetään   pisteet   sille,   että   linjauksen 
viimeisimmässä sarakkeessa on merkki molemmista sekvensseistä. Tauluun vX täytetään 
pisteet sille, että linjauksen viimeisimmässä sarakkeessa on uusi aukko sekvenssissä y ja 
tauluun  vY  pisteet   sille,   että   linjauksen   viimeisimmässä   sarakkeessa   on   uusi   aukko 
sekvenssissä  x. Tauluun  tX  täytetään pisteet kun sekvenssissä  x  on vanha aukko ja sitä 
edeltää uusi aukko sekvenssissä  y  ja tauluun tM  kun sekvenssissä  x  on vanha aukko ja 
sitä   edeltää   merkki   molemmista   sekvensseistä.   Tauluun  uY  täytetään   pisteet   kun 
sekvenssissä  y on vanha aukko ja sitä edeltää uusi aukko sekvenssissä  x  ja tauluun uM 
kun sekvenssissä y on vanha aukko ja sitä edeltää merkki molemmista sekvensseistä.














if f xi−1∧¬f xi:
vi , j














vi , jY max gjvi , j−1X ,gamaxvi , j−1Y ,vi , j−1M ,ti , j−1X ,ti , j−1M 
if f yj−1∧¬f yj :
vi , j
Y max gjvi , j−1
Y ,gamaxvi , j−1
X ,vi , j−1
M ,ui , j−1
Y ,ui , j−1
M 
vi , j















vi , jY max gjvi , j−1X ,gamaxvi , j−1Y ,vi , j−1M 
vi , j






if ¬f xi−1∧f xi:
ti , j
X  vi−1, j
X
ti , j
M  vi−1, j
M
if ¬f yj−1∧f yj :
ui , j
Y vi , j−1
Y
ui , jM vi , j−1M
Vanha aukko alkaa kun  toinen  loppuu,  siirtymä  yhden sekvenssin  lisätaulusta   toisen 
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sekvenssin lisätauluun




if [¬f yj−1∧f yj∧ fxi−1∧¬fxi]:
ui , jM  ti , j−1M
Vanha aukko jatkuu, siirtymä lisätaulun sisällä
if f xi−1∧f xi:
ti , j
X  ti−1, j
X
ti , j
M  ti−1, j
M

























lisäyksen   alueella   kaikkien   merkkien   todennäköisyys   nollaksi.   Kombinatorisessa 
mallissa voitaisiin esimerkiksi korvata lisäyksen merkit uudella merkillä x ja määrittää 
suuri sakko minkä tahansa merkin linjaamisesta merkin x kanssa.
Käytettävissä   oleva  data   ei  useinkaan  ole   täydellistä,   vaan   fylogeniapuussa  voi   olla 






käytetään   esimerkiksi  motiivien   etsintään.   Lokaalia  monilinjausta   on   enimmäkseen 
tehty muilla menetelmillä kuin fylogeniapuun ohjaamana, esimerkiksi Gibbsin otantaan 
[Law93],   EM­algoritmiin   [BaE94]   ja   Eulerin   polkuun   [ZhW05]   perustuvilla 
algoritmeilla. Tässä luvussa kerron kolmesta algoritmista, joista olen ottanut vaikutteita 
EEL­algoritmin  monilinjausversiooni.   Ensimmäinen   niistä   on   globaalin   ja   lokaalin 
monilinjauksen välimuotoja edustava progressiivinen fylogeniapuun ohjaama  linjaaja. 
Toinen   tekee   optimaalista   annetun   pituisten   lokaalien   monilinjausten   hakua 
fylogeniapuun ohjaamana.  Kolmas  tekee  lokaalia  progressiivista  monilinjausta   ilman 
fylogeniapuun ohjausta.
4.1 Säikeistetty lohkojoukko ­linjaaja
Genomien   laajuisissa   linjauksissa   globaali  monilinjaus   ei   anna   järkeviä   tuloksia   ja 
lokaali monilinjaus sisältäisi vain pienet palaset genomeista. Tällaisia tehtäviä varten on 
kehitetty   algoritmeja,   joiden   tulokset   yhdistävät   lokaalien   ja   globaalien   linjausten 
piirteitä. Usein tällaiset linjaukset lasketaan erityisasemaan otetun referenssisekvenssin 
mukaan. Tällöin kuitenkin saadun linjauksen ulkopuolelle jää näkymättömiin linjauksia, 
joihin   referenssisekvenssi   ei   osallistu.   Lisäksi   samalle   sekvenssijoukolle   voi   eri 
referenssisekvensseillä tulla ristiriitaisia tuloksia.
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Näitä  ongelmia  korjaamaan on kehitetty   säikeistetty   lohkojoukko  ­linjaaja   (Threaded 
blockset aligner), TBA [Bla04]. Se tekee lokaaleista palasista koostuvia koko sekvenssin 
kattavia   linjauksia  progressiivisesti   fylogeniapuun ohjaamana.  Linjauksen palaset  voi 
järjestää   halutun   sekvenssin  mukaan   ja  yhteen   linjatut  kohdat   sekvensseistä   pysyvät 
yhdessä.
Lohko  on  merkkitaulukko,   jonka   kukin   rivi   on   aukkomerkkien   poistamisen   jälkeen 
pätkä yhdestä alkuperäisestä sekvenssistä tai sen vastinsekvenssistä. Lohkossa voi olla 
yksi tai useampi rivi. Lohkon sarake ei saa koostua kokonaan aukkomerkeistä.
Referenssilohkojoukko  on   lohkojoukko,   jonka   jokaisessa   lohkossa   on   rivi   samasta 
alkuperäisestä sekvenssistä ja jokainen tämän sekvenssin kohta esiintyy lohkojoukossa 
tasan   yhdessä   lohkossa.   Koska   lohkot   voidaan   kääntää   korvaamalla   jokainen   rivi 
vastinrivillään, voidaan olettaa että kaikki referenssisekvenssin esiintymät ovat lohkoissa 






jokainen  alkuperäinen  sekvenssi   säikeistää   lohkojoukon,   sitä  kutsutaan  säikeistetyksi  
lohkojoukoksi.   Kuvan   6   osassa   A   on   esimerkki   säikeistetystä   lohkojoukosta. 
Säikeistetystä   lohkojoukosta   saadaan   helposti   referenssilohkojoukko   mille   tahansa 
alkuperäiselle   sekvenssille  S  ottamalla  mukaan   vain   ne   lohkot   joissa   esiintyy   osia 
sekvenssistä S ja järjestämällä ne S:n mukaan.
Säikeistetyllä   lohkojoukolla   voidaan   helposti   esittää   suuria   evolutiivisia   muutoksia, 









joka   vastaa   sekvenssiä  S,  A  edeltää   B:tä.   Lohkojoukko   on  osittain   järjestetty,   jos 
lohkojoukosta ei löydy alijoukkoa B1, B2, ..., Bn jossa B1 edeltää B2:ta, B2 edeltää B3:a ja 
niin  edelleen   ja  Bn  edeltää  B1:tä.  Osittaisen   järjestyksen  vaatimus  on  ympätty   tähän 
versioon, jotta ohjelman tuloksia on voitu verrata muiden linjausohjelmien kanssa.
Ohjelma on   toteutettu  osissa:   sekvenssien  parilinjauksiin  käytetään vanhaa  ohjelmaa 
BLASTZ [Sch03], uusi ohjelma MULTIZ tekee kahden lohkojoukon linjauksia ja TBA 
ohjaa puun mukaan etenemistä.
MULTIZ   saa   syötteekseen   kaksi   lohkojoukkoa,  M  ja  N,   jotka   on   järjestetty 
referenssisekvenssien  S  ja  T mukaan, sekä sekvenssien  S  ja  T  parilinjauksesta saadun 




w­x  ja  y­z,  joilla  w  ja  x  esiintyvät  samassa lohkossa  mM,  y  ja  z  esiintyvät samassa 
lohkossa nN ja w on linjattu y:hyn ja x on linjattu z:aan samassa lohkossa gG. Aina 
kun   tällainen   yhdistelmä   löytyy,  MULTIZ   linjaa   globaalisti   lohkon  m  kohtaa  w­x 
vastaavat sarakkeet lohkon  n  kohtaa  y­z  vastaavien sarakkeiden kanssa tavanomaisella 
dynaamisella ohjelmoinnilla ja saa näin uuden lohkon.




h: 1-100 h: 101-200 r: 1-50 h: 201-300 h: 301-400 m: 205-301 m:302-400
m: 1-96 r: 51-146 m: 97-204 r: 253-350
r: 147-252
B
m: 1-96 m: 97-204 m: 205-301 m:302-400






Lohkojoukot  X  ja  Y  järjestetään   lehtien  L  ja  R  sekvenssien   mukaan   ja   ne   sekä 
lehtisekvenssien   parilinjaus  G  annetaan   MULTIZ­ohjelmalle.   MULTIZ   palauttaa 
linjatun   lohkojoukon  T  joka   lisätään käsittelyssä  olevan solmun  lohkojoukkoon  Z  ja 
alipuiden   lohkojoukoista  X  ja  Y  poistetaan   ne   lohkot,   jotka   ovat  mukana   saadussa 
lohkojoukossa  T. Näin jokainen alipuiden lohko tulee vain kerran käsiteltävän solmun 
lohkojoukkoon.  Kun  kaikki   lehtiparit   on  käyty   läpi,  TBA  rikkoo   tarpeelliset   lohkot 













Alisekvenssiparsimoniaongelma:   Annettuna  n  lajin  sekvenssit  S1,...,Sn,  lajien 
fylogeneettinen puu T, etsittävien motiivien pituus k  ja luku d, etsi kaikki k:n pituisten 
alisekvenssien joukot s1,...,sn, joiden parsimoniapisteytys puussa T on enintään d.
Jonojen  s1,...,sn  parsimoniapisteytys  puussa  T  on  minimi   summasta   puun   kaikkien 
kaarien  e  yhdistämien   parien   Hammingin   etäisyyksistä   (eli   toisistaan   poikkeavien 
positioiden lukumäärästä) kaikkien sisäsolmujen nimeämisten yli. Tämä vastaa pienintä 
mutaatioiden  määrää,   joka   selittää   puun.  Näin  määritelty   parsimoniapisteytys   sallii 
mutaatioista ainoastaan vaihdot.





Algoritmi etenee lehdistä  juureen, täyttäen jokaisessa solmussa  u  taulun  Wu, jossa on 
ruutu   jokaista   mahdollista  k:n   pituista   sekvenssiä   kohden.   Taulun   ruutuun  Wu[s] 
täytetään paras parsimoniapisteytys joka voidaan saada solmusta  u  alkavalle alipuulle, 
kun u:n sekvenssiksi asetetaan k:n pituinen sekvenssi s.
Olkoon  C(u)  solmun  u  lapsien  joukko,  d(s,t)  sekvenssien  s  ja  t  välinen Hammingin 
etäisyys   ja  ={A,C,G,T}.   Taulut  W  täytetään   seuraavan   dynaamisen   ohjelmoinnin 
kaavan mukaan:




Wv[t]ds,t , jos ueiolelehti }
Taulujen   täyttämisen  jälkeen  paras  mahdollinen  parsimoniapisteytys   löytyy etsimällä 
minimi   juuren  r  taulusta,   minsk(  [ ]).   Alisekvenssiparsimoniaongelman   ratkaisu 
saadaan jäljittämällä alisekvenssit lehtiin jokaisesta juuren r  taulun Wr  ruudusta, jonka 
arvo on enintään d.
Suoraviivaisella toteutuksella taulujen täyttämisen aikavaatimus on  O(n   k   ∙ ∙ (42k+l)), 
missä l on sekvenssien S1,...,Sn keskipituus. Jos tauluja täyttäessä ylläpidetään osoittimia, 
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tulosjoukko   voidaan   jäljittää   ajassa   joka   on   lineaarinen   joukon   koon   suhteen. 
Tulosjoukon koko voi olla  n:n suhteen eksponentiaalinen,  mutta oikeiden biologisten 
sekvenssien   kanssa   tulosjoukko   on   yleensä   pieni   kunhan   raja  d  on   pieni.  Tulosten 
jäljittämiseen menee siis  huomattavasti  vähemmän aikaa  kuin   taulujen   täyttämiseen. 
Blanchette esitti taulukkojen täyttämiseen rajoitteita, joilla aikavaatimukseksi saadaan 
O(n   ∙min(l   ∙ k   ∙ (3k)d/2, k   ∙ (4k + l))) [BST02].
Periaatteessa algoritmin voisi soveltaa toimimaan muillakin mutaatioilla kuin vaihdoilla, 
mutta niiden mukaan ottaminen hidastaisi algoritmia. Esimerkiksi vaihdoilla, lisäyksillä 






vastaa   yhtä  DNA:n   emästä   (A,  C,  G   ja   T)   ja   jokainen   sarake   vastaa   yhtä   kohtaa 
motiivissa. Ruudut esittävät todennäköisyyttä sille, että sarakkeen mukaisessa kohdassa 
on rivin mukainen emäs. Edellisen luvun algoritmi etsi joukon motiivin muotoja, joista 
tällainen   matriisi   voidaan   rakentaa.   Tässä   luvussa   käsiteltävä   algoritmi   rakentaa 
profiileja   suoraan,   progressiivisesti   ja   käyttää   keskeneräisiä   profiileja   laskennan 
edetessä. Lopuksi saaduista profiileista valitaan paras.
Tässä   menetelmässä   profiilin   hyvyys   mitataan   tietosisältönä.   Profiilin   tietosisältö 






f i , j log2 f i , jpi  ,   missä  fi,j  on   profiilin   rivillä  i 




Stormon   alkuperäinen   algoritmi   [StH89]   käy   järjestyksessä   läpi   annetut   sekvenssit, 
joissa   jokaisessa   tiedetään   olevan   saman   motiivin   esiintymä.   Ensimmäisestä 
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sekvenssistä algoritmi ottaa kaikki  k­sanat eli  k:n mittaiset alisekvenssit ja tekee niistä 
alustavat   profiilit,   joissa   on   1   ruuduissa,   joiden   saraketta   vastaavassa   kohdassa 
sekvenssissä on riviä vastaava emäs ja 0 muissa ruuduissa. Seuraavaksi algoritmi vertaa 
jokaista   profiiliaan   seuraavan   sekvenssin   jokaiseen  k­sanaan   ja   valitsee   jokaiseen 
profiiliin suurimman tietosisällön tuottavan lisäyksen talteen otettavaksi. Jos useamman 
eri  k­sanan   lisäys   samaan   profiiliin   tuottaa   yhtä   suuren   tietosisällön,   kaikki   nämä 
profiilit otetaan talteen. Tätä toistetaan kunnes kaikki sekvenssit on käyty läpi. Lopuksi 
valitaan profiilien joukosta ne, joiden tietosisällöt ovat selvästi suurempia kuin muiden.












k­sana  samasta   sekvenssistä   ja   jos   linjaamiseen  otetaan  mukaan vastinsekvenssit,  on 
mahdollista sallia samaan profiiliin sana sekvenssistä ja sen vastinsekvenssistä.
Aluksi   parannettu   versio   tekee   alustavat   profiilit   kaikkien   sekvenssien   kaikista  k­
sanoista.   Seuraavaksi   ohjelma   laskee   uudet   profiilit   kaikista   annetut   rajoitukset 
täyttävistä   pareista.   Näistä   otetaan   talteen   ennalta   asetettu   määrä   suurimman 
tietosisällön saaneista. Edellisen tason profiilit  paritetaan kaikkien annetut rajoitukset 
täyttävien sekvenssien  k­sanojen kanssa,  saaduista  profiileista  otetaan talteen ennalta 





Perimästä   on   löydetty   proteiineja   koodaavien   geenien   lisäksi   geenien   säätelyalueita. 








Koska  motiivit   ovat   yleensä   lyhyitä   (noin   10   nukleotidia)   ja   niissä   on   aika   paljon 
muuntelua, profiileita vastaavien kohtien löytäminen DNA­sekvenssistä  ei kuitenkaan 
riitä   näyttämään   että   kyseinen   kohta   tosiaan   osallistuisi   geenin   säätelyyn.   Siksi   on 
kehitetty  menetelmiä,   jotka   etsivät   kokonaisia   säätelyalueita.  Usein   tämä   etsiminen 
perustuu siihen, että ajatellaan säätelyalueen säilyvän todennäköisemmin samanlaisena 





tavalla   eri   lajeilla,   niiden   täytyy   pystyä   sitoutumaan   motiiveihin   niin   että 




EEL­algoritmin   lokaali   linjaus   poikkeaa   jonkin   verran   normaalista 
merkkijonosekvenssien lokaalista linjaamisesta. Korvauksia ei hyväksytä, koska yhden 
säätelytekijän   motiivin   muuttuminen   toisen   säätelytekijän   motiiviksi   on   sangen 
epätodennäköistä.  Koska  kaikki   listassa   olevat  motiivit   eivät   luultavasti   ole   oikeita, 
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säätelykäytössä  olevia, linjaukseen päätyvien motiivien välissä  olevista motiiveista ei 




















missä   ,  ν  ja  ξ  ovat  parametreja   ja  k  on kokonaisluku  joka  valitaan niin,  että   ­π  ≤
x−x' 210,4−2k <  π.   Ensimmäinen   termi   sakottaa   välimatkojen   pituuksista, 
koska   on   biologisesti   uskottavampaa   että   lähellä   toisiaan   olevat   motiivit   kuuluvat 
samaan   säätelyalueeseen   kuin   kaukana   toisistaan   olevat   motiivit.   Samasta   syystä 
laskennassa   on   otettu   peräkkäisten   linjauksen  motiivien  maksimietäisyydeksi   1000 
nukleotidia.   Toinen   termi   kuvaa   energiaa,   joka   tarvitaan   puristamaan   eri   pituiset 
välisekvenssit   samaan pituuteen.  Kolmas  kuvaa  energiaa,   joka   tarvitaan  vääntämään 
DNA­ketju   niin,   että   peräkkäiset   motiivit   ovat   samassa   kulmassa   toisiinsa   nähden 
molemmissa sekvensseissä.
Positiivisia   pisteitä   linjaus   saa  motiivien   painoista,   jotka   kuvaavat   säätelytekijän   ja 




Di , j={wiw' j max0pi−qk10000p' j−q'l1000{0,Dk,l−F  pi−qk−1, p' j−q'l−1}, jos f i=f ' j
−∞ , muuten
}
missä alaindeksit kertovat kohdan motiivisekvenssissä,  λ  on parametri,  w  on motiivin 





Harva matriisi   toteutetaan motiivilistan käänteisindeksinä.  Käänteisindeksi  on joukko 
listoja,   joista   jokainen   sisältää   yhden   motiivin   esiintymiskohdat   motiivilistassa. 
Käänteisen   indeksin   avulla  kaikki   tietyn  motiivin   esiintymät   löydetään   lineaarisessa 
ajassa   motiivin   esiintymien   määrän   suhteen   [Pal07].   Kahdesta   eri   sekvenssien 
käänteisindeksistä   löydetään   kaikki   saman   motiivin   esiintymien   parit   ottamalla 
käänteisindeksien kyseiseen motiiviin liittyvät listat ja ottamalla niistä karteesinen tulo. 
Ottamalla   karteesinen   tulo   jokaisella   yhden   motiivin   listaparilla,   saadaan   kaikki 
dynaamisen ohjelmoinnin taulukon ruudut joiden arvoksi tulee vähintään 0.




motiiveita.  Näin  maksimointiin   tarvittavat   ruudut   löydetään   tasoitetussa   vakioajassa 
[Pal07].
Koska parhaan pisteytyksen  saanut   säätelyalue  ei  välttämättä  ole  oikea   tai   ainakaan 
ainoa   säätelyalue,   parhaan   tuloksen   lisäksi   on   hyvä   esittää   joitain   alioptimaalisia 
tuloksia.  Alioptimaalisen   tuloksen  määritelmä   ei   ole   tässä   yhteydessä   ilmeinen;   jos 
23
yksinkertaisesti otetaan dynaamisen ohjelmoinnin taulukosta toiseksi suurin pistemäärä 





eli   niitä   dynaamisen   ohjelmoinnin   taulukon   ruutuja,   joiden   kautta   parempi   linjaus 
kulkee. Tämä  voidaan toteuttaa helposti asettamalla paremmissa linjauksissa olleiden 
ruutujen arvoksi ­  ja laskemalla seuraaviin ruutuihin uusia arvoja, kunnes viimeiseen 
ruutuun   jonka   arvo   uudelleenlaskennassa   muuttui   on   matkaa   1000   emäsparia. 





Helposti   tulee   mieleen   että   käyttämällä   useampaa   kuin   kahta   lajia   voisi   löytää 
varmempia   tai   mielenkiintoisempia   tuloksia.  Monilinjauksen   toteutus   on   kuitenkin 
käytännössä hankalaa. EELin dynaamisen ohjelmoinnin algoritmi voidaan toki yleistää 
moniulotteiseksi,  mutta   silloin   aika­   ja  muistivaativuus   kasvaa   aivan   liian   suureksi. 
Lisäksi   jos   linjausta  halutaan   tehdä   useammalla  kuin  parilla  kolmella   lajilla,   niiden 
väliset suhteet eli fylogeniapuu voisi tuoda lisäinformaatiota laskentaan.
EEL   perustuu   lokaaliin   linjaukseen,   joten   siihen   ei   voi   suoraan   käyttää   globaalia 
progressiivista   fylogeniapuun   ohjaamaa   monilinjausta.   Lokaalille   linjaukselle   en 
löytänyt   täysin   samaan   ideaan   perustuvaa   algoritmia,  mutta   luvussa   4   esittelemäni 
algoritmit ovat sen verran lähellä että uskon samankaltaisen idean olevan sovellettavissa 





fylogeniapuun,   parilinjaus­EEL­algoritmin   parametrit   ja   kullakin   tasolla   mukaan 
otettavien linjausten määrän k. Fylogeniapuussa edetään tuttuun tapaan lehdistä juureen 
päin,   suorittaen   sisäsolmuissa   laskentaa.   Sisäsolmuja   on   kolmea   tyyppiä,   joissa 
suoritettava laskenta poikkeaa hieman toisistaan. Esimerkit sisäsolmujen tyypeistä ovat 
kuvassa 8.
Tapauksessa   1   molemmat   lapset   ovat   lehtiä.   Lapsien 
sekvensseille   tehdään   parilinjaus   samaan   tapaan   kuin 
edellisessä   luvussa,   tosin   ohjelman   nykyisessä   versiossa 
parilinjaus   tehdään   täydellä   matriisilla.   Parilinjauksesta
otetaan parhaan tuloksen lisäksi k­1 alioptimaalista tulosta, eli
linjauksia saadaan yhteensä k.
Tapauksessa   2   toinen   lapsi   on   lehti   ja   toinen   sisäsolmu. 
Lehtilapsen   sekvenssi   linjataan   jokaisen   sisäsolmulapsen
linjauksen   kanssa.   Koska   erillisiä   linjauksia   eri
lapsilinjauksien   kanssa   tehdään   jo  k  kappaletta,   jokaisesta 
linjauksesta   otetaan   parhaan   tuloksen   lisäksi   vain   (√k)­1 
alioptimaalista tulosta. Linjauksia saadaan siis yhteensä k√k.
Tapauksessa   3   molemmat   lapset   ovat   sisäsolmuja.   Linjaus 
tehdään   jokaiselle   linjausparille,   jonka   toinen   linjaus   on 




Parilinjauksen   pisteytyksen   yleistämiseksi   monilinjaukseen   ei   ole   yksinkertaista   ja 
toimivaksi tunnettua ratkaisua. Olen siksi toteuttanut kolme erilaista pisteytystä: parien 
summa, puun mukainen pisteytys joka käyttää edustavia sekvenssejä sekä parilinjauksen 
pisteytyksestä   suoraan   yleistetty   pisteytys.   Kahdella   sekvenssillä   laskenta   tapahtuu 
kaikilla kolmella pisteytyksellä  samalla tavalla,  joten tyypin 1 sisäsolmuissa  laskenta 














toteuttaa   ja   saadut   pisteytykset   voidaan   normalisoida   parilinjauksen   pisteytystä 
vastaaviksi se on otettu mukaan yhdeksi vaihtoehdoksi.
Tapaus 2: Toinen lapsista lehti, toinen sisäsolmu
Sisäsolmulapsen   alipuussa   on  ns  lehteä,   eli   sen   linjauksissa   on  ns  riviä.   Jokainen 



















−∞ , muuten }
missä  yläindeksi   kertoo   sekvenssin   ja   alaindeksi   kohdan   sekvenssissä   ja   maksimi 
otetaan  niiden   indeksien  a  ja  b  yli,   joilla 0pil−qal1000 ja   0pjsy−qbsy1000


























−∞ , muuten }
missä  yläindeksi   kertoo   sekvenssin   ja   alaindeksi   kohdan   sekvenssissä,
rox=piox−qaox−1 , rl y=pjvy−qbvy−1     ja maksimi otetaan niiden indeksien  a  ja  b yli, 




Puun  mukaan   pisteyttäminen   pohjaa   ajatukseen   esi­isäsekvensseistä.   Fylogeneettisen 
puun   sisäsolmut   edustavat   lajien   yhteisiä   esi­isiä,   joille   voidaan   laskea   omat 
lehtisekvenssejä   vastaavat   sekvenssinsä.   Yleisesti   esi­isäsekvenssejä   lasketaan 
pyrkimällä   parsimoniaan   eli   puussa   esiintyvien  mutaatioiden  määrän  minimointiin. 
Koska   EELin   käyttämät   motiivilistat   perustuvat   numeroarvoihin,   esi­isäsekvenssien 
heuristinen laskenta voidaan tehdä solmukohtaisesti käyttämällä keskiarvoja.
Sisäsolmuissa   linjaamisen   jälkeen   lasketaan   ja   laitetaan   talteen   linjausten   edustavat 
sekvenssit,   joissa   on   linjauksen   mukaiset   motiivit,   motiivien   painot   ovat   lasten 
vastaavien painojen keskiarvot ja motiivien väliset etäisyydet ovat lasten sekvenssien 
vastaavien etäisyyksien keskiarvot. Koska EEL­algoritmin linjaus ei hyväksy lisäyksiä, 
poistoja   ja   korvauksia   kuten   normaali   linjaus   vaan   perustuu   motiivien   välisiin 














Ajatuksena   on,   että   molemmat   DNA­sekvenssit   väännetään   keskiarvopituuteen   ja 



























Uuden   sakkokaavan  myötä  myös   dynaamisen   ohjelmoinnin   kaava  muuttuu   hieman 
tapauksissa 2 ja 3. Kun parien summa ­pisteytystä käytettäessä laskettiin sakosta summa 
kaikkien parien yli, yleistetyllä pisteytyksellä lasketaan yksi sakko kaikille käsiteltävinä 
oleville   sekvensseille.   Lisäksi   painoista   laskettava   pisteytyksen   positiivinen   osa 




















sns−1   ja maksimi otetaan niiden indeksien  a  ja  b  yli, joilla


















−∞ , muuten }









vnv−1 ja   maksimi   otetaan 
niiden   indeksien  a  ja  b  yli,   joilla 0piox−qaox1000 kaikilla  x=1,...,no  ja
0pjvy−qbvy1000 kaikilla y=1,...,nv.
Algoritmin   realistisen   aikavaativuuden   määritteleminen   on   mahdotonta,   koska   se 
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riippuu saatavien lokaalien linjausten pituudesta. Pahimman tapauksen aikavaativuus on 
kuitenkin arvioitavissa.  Pahimmassa   tapauksessa  kaikki  n  sekvenssiä  ovat   samoja   ja 
motiivit   ovat   niin   tiheässä,   että   linjaus   ei   motiivien   välimatkankaan   takia   katkea. 
Jokainen paras linjaus on siis alkuperäisen motiivilistan pituinen, tämä pituus olkoon l. 
Alioptimaaliset   linjaukset   ovat   lyhyempiä,   mutta   niiden   pituuden   voidaan   arvioida 
olevan   samaa   luokkaa  kuin  alkuperäisen  motiivilistan  pituus.  Aikavaativuus   riippuu 
myös   puun   muodosta,   tarkemmin   sanottuna   eri   tyyppisten   sisäsolmujen   määristä. 
Olkoon tyypin 1 (molemmat lapset lehtiä) sisäsolmujen määrä n1, tyypin 2 (toinen lapsi 
lehti,   toinen   sisäsolmu)   sisäsolmujen   määrä  n2  ja   tyypin   3   (molemmat   lapset 
sisäsolmuja)   määrä  n3.   Näille   määrille   pätee  n1+n2+n3=n­1,   koska   binääripuussa 
sisäsolmujen määrä  on  n­1, ja 2n1+n2=n, koska jokaisen  n  lehdestä  täytyy olla yhden 
sisäsolmun lapsi. Pahimman tapauksen aikavaativuus on siis luokkaa O(n1   l∙ 2 + n2   ∙ k   ∙ l2 
+ n3   ∙ k2   ∙ l2), missä k on jokaisella tasolla säilytettävien linjausten määrä. Käytännössä, 
kun valitut lajit eivät ole liian läheistä sukua toisilleen, saadut linjaukset ovat kuitenkin 
paljon lyhyempiä  kuin alkuperäiset sekvessit,   joten aikavaativuuden toinen ja kolmas 
termi ovat paljon pienempiä.
Pahimmassa   tapauksessa   myös   tilavaativuus   kasvaa   suureksi,   koska   jokaisessa 
sisäsolmussa säilytetään k linjausta, joiden pituus siis pahimmassa tapauksessa on noin 
l.   Linjauksien   paksuus   eli   linjauksiin   osallistuvien   sekvenssien   määrä   riippuu 
sisäsolmun alipuun  lehtien määrästä.  Linjauksien paksuuden ylärajaksi  voidaan ottaa 
sekvenssien määrä  n. Kokonaan lasketun puun sisältämät linjaukset vievät siis muistia 
luokkaa  O(n2   ∙ l   ∙ k).   Laskennan   aikana   on   kerrallaan   käytössä   aina   yksi 
laskentataulukko, joka vie muistia luokkaa  O(l2). Käytännössä sisäsolmujen sisältämät 
linjaukset ovat paljon lyhyempiä kuin sekvenssit joten ne eivät vie merkittävästi muistia, 







Toteutin   puun   solmu­olioina,   jotka   linkittyvät   toisiinsa.   Laskenta   tapahtuu   solmu­
olioissa ja laskennan tulokset talletetaan niihin.
Motiivilistojen   käsittelyn   kopioin   alkuperäiseen   EEL­ohjelmaan   sisältyvästä 
yksinkertaisesta  harvaa  matriisia  käyttävästä  monilinjauksesta,   jossa se  oli   toteutettu 
erillisenä luokkana, ja lisäsin siihen tarvitsemani funktiot.
Tapauksen   1   parilinjauksiin   ja   edustavien   sekvenssien   linjaukseen   käytin   aiemmin 
toteuttamaani   yksinkertaista,   täyttä   matriisia   käyttävää   monilinjausta,   koska     olin 
käyttänyt siihen samaa motiivilistojen käsittelyä ja siihen oli toteutettu alioptimaalisten 
linjausten   laskenta.  Olemassa   olevasta   yksinkertaisesta   harvaa  matriisia   käyttävästä 
monilinjauksesta   alioptimaalisten   linjausten   laskenta   puuttuu   ja   alkuperäinen   EEL­
ohjelman (harvaa matriisia käyttävä) parilinjaus on toteutettu integroidummin, joten sitä 
on vaikea käyttää  ohjelman toisesta osasta.  Parien summa ­pisteytyksen ja yleistetyn 
pisteytyksen   tapaukset   2   ja   3   toteutin   myös   täydellä   matriisilla,   koska   linjaukset 
käytännössä ovat paljon lyhyempiä  kuin alkuperäiset sekvenssit eikä näiden tapausten 
ajan­ ja muistinkäyttö siksi ole yhtä kriittistä.
Pakollisina   syötteinä   ohjelmalle   annetaan   aiemmin   EEL­ohjelmalla   lasketun 
motiivilistan   tiedostonimi   ja   käytettävän   fylogeneettisen   puun   tiedostonimi.   Puun 








samoja   matriiseja   kuin   seuraavan   luvun   testauksessa.  Myös   muut   parametrit   ovat 
samoja, eli EEL­ohjelman oletusparametreja. Käytetty puu on kuvassa 9.





Ensimmäisenä   parametrina   annetussa   tiedostossa   on   lista   aiemmin   EEL­ohjelmalla 


































Linjaukset   tulostuvat   samassa  muodossa   kuin   EEL­ohjelman   parilinjaukset.   Aluksi 
listataan   käytetyt   EEL­parametrit   ja   linjattujen   sekvenssien   nimet.   Linjauksen 

































komennolla   help.  Ohjelmalisäykseni   on   lisätty   laitoksen   bsapiens­ryhmähakemiston 




kaukaisempaa   sukua   olevan   opossumin.   Lisäksi   otin  mukaan   kanan   ja   pallokalan. 
Näiden   kaikkien   sekvensointi   on   edennyt   niin   pitkälle   että   Ensemblestä   löytyy 
numeroidut   kromosomit.   Valintaan   vaikutti   myös   lajien   sopiva   etäisyys   toisistaan, 
esimerkiksi hiiri ja rotta ovat niin läheistä sukua toisilleen että parilinjauksessa löytyy 
usein hyvin pitkiä  moduuleja  jotka eivät  ole realistisia säätelyalueina ja hidastaisivat 
laskentaa.






Jätin   pois   pari   erityisen   pitkää   geeniä   (ENSG00000186094,   ENSG00000188641   ja 
ENSG00000042781),   jotka   uhkasivat   hidastaa   laskentaa  merkittävästi.   Lopuille   531 
geenille otin mukaan 10k nukleotidin alueen geenin molemmin puolin, peitin eksonit ja 





Motiivien  haussa   pyrin  käyttämään   samoja  profiilimatriiseja   kuin   parilinjaus­EELin 
testauksessa  on käytetty   [Pal07],  mutta  on  mahdollista  että  osa  niistä  on   tällä  välin 
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muuttunut. Matriisit löysin EEL­paketista uudempien matriisien seasta.
Parametreina  ,  ,  ja  käytän EEL­ohjelmassa olevia oletusarvoja, eli 
= 2,  = 1,  = 0,5 ja  = 1. Tasoilla säilytettävien linjausten määrä k = 100.
Monilinjausten   laskemisessa   kulunut   aika   vaihteli   erittäin   paljon;   lyhimmillään 
monilinjaus saatiin  laskettua 7 minuutissa, pisimmillään valmiiksi  saatuun linjauksen 
laskemiseen   meni   41   vuorokautta.   Aikojen   vaihteluun   on   ainakin   kolme   syytä. 
Ensinnäkin   geenien   pituudet   ja   siten   laskentaan   otettavien   sekvessien   pituudet 
vaihtelevat  paljon.  Lyhimmillään sekvenssissä  on noin 21k nukleotidia,  pisimmillään 
noin 1500k nukleotidia. Eksonit on peitetty, joten niiden alueilta motiiveja ei voi löytyä, 
mutta   pitkissä   geeneissä   on   usein   välissä   pitkiä   introneita.   Toiseksi,   motiivien 
esiintymistiheys   sekvensseissä   vaihtelee.  Aineistossa  motiiveja   on   enimmillään   noin 
86/knuk,   vähimmillään   noin   58/knuk.   Ja   kolmanneksi,   mitä   pidempiä   linjauksia 
algoritmin  alemmilla   tasoilla   löytyy,   sitä  pidempään  laskenta  ylemmillä   tasoilla  vie. 
Kuvassa   11   on   x­akselilla   parhaan   puun   juuren   yleistettyä   pisteytystä   käyttäneen 
Kuva 10: Testauksessa käyttämäni puu.
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monilinjauksen   pituus   ja   y­akselilla   laskenta­aika.   Jos   useamman   geenin   paras 
monilinjaus on saman pituinen, niiden laskenta­ajasta on otettu keskiarvo.
Yllättävän pitkien laskenta­aikojen takia osa sadasta aikomastani monilinjauksesta jäi 
puuttumaan   tämän   paperin   valmistuessa.   En   kuitenkaan   usko   että   ne   vaikuttaisivat 
merkittävästi tässä esittelemiini tuloksiin.
Koska linjaus sallii motiivien tiputtamisen pois linjauksista mutta ei uusien motiivien 
lisäystä,   linjaukset   lyhenevät   kun   puussa   edetään   pidemmälle.  Tämä   näkyy   selvästi 
taulukossa 1, jossa on keskiarvot kunkin geenin parhaan monilinjauksen pituudesta sekä 
nukleotideina (bp)  että  motiiveina mitattuna.  Yleistetyllä  pisteytyksellä  nukleotideina 
mitattuna   moduulien   pituus   pysyy   suunnilleen   samana,   mutta   silläkin   motiiveina 
mitattuna pituus lyhenee.
Yleistetty   pisteytys   antaa   keskimäärin   pidempiä   linjauksia   kuin   muut,   edustavia 
sekvenssejä   käyttävä   pisteytys   taas   lyhyempiä.   Pituuksien   keskimääräinen   ero   eri 
pisteytyksillä kasvaa mitä pidemmälle puussa edetään.
Moduuliin   otettujen  motiivien   tiheys  DNA­sekvenssissä   käyttäytyy   puussa   edetessä 
kaikissa kolmessa pisteytyksessä eri tavalla. Parien summa ­pisteytyksessä tiheys pysyy 








1 000 000,00   
10 000 000,00   
35
mennään, se siis poistaa motiiveja enimmäkseen aiempien tasojen linjausten keskeltä. 
Edustavia   sekvenssejä   käyttävässä   pisteytyksessä   moduulin   motiivit   ovat   sitä 
tiheämmässä mitä pidemmälle puussa edetään, se siis suosii aiempien tasojen linjausten 
kaikkein tiheimpiä alueita. Pidempien välimatkojen salliminen selittää myös moduulien 






 .   Pienemmän   testauksen  mukaan   korjauskertoimen   puuttuminen   ei   kuitenkaan 
vaikuta   tuloksiin   merkittävästi   eikä   korjauskerroin   ainakaan   lyhentäisi   saatuja 
linjauksia. Parien summa ­pisteytyksen ja edustavia sekvenssejä käyttävän pisteytyksen 
kanssa   parilinjaus­EELin   parametrien   pitäisi   toimia   kohtuullisesti,  mutta   luultavasti 






sop gen rep sop/gen rep/gen sop/rep gen/rep
0 533,41 10813,82 74,37 4,9% 0,7% 7,17 145,41
1 751,46 12763,82 136,86 5,9% 1,1% 5,49 93,26
2 979,00 13007,50 202,65 7,5% 1,6% 4,83 64,19
3 1187,09 12652,96 428,52 9,4% 3,4% 2,77 29,53
mot
sop gen rep sop/gen rep/gen sop/rep gen/rep
0 8,20 59,47 3,86 13,8% 6,5% 2,12 15,41
1 11,03 76,73 5,50 14,4% 7,2% 2,01 13,95
2 14,93 82,17 7,72 18,2% 9,4% 1,93 10,64
3 20,68 84,67 12,47 24,4% 14,7% 1,66 6,79
bp/mot
sop gen rep
0 65,05 181,84 19,27
1 68,13 166,35 24,88
2 65,57 158,30 26,25
3 57,40 149,44 34,36
36
parametrien uudelleenoptimointi ei kuitenkaan mahdu.
Eräs   kiinnostava   asia   monilinjauksissa   on   niiden   suhde   parilinjauksiin,   eli   mitä 
linjaukselle   tapahtuu  kun sekvenssejä   tulee   lisää.  Tätä   ajatellen  etsin  kunkin  geenin 
monilinjauksista   parhaita   parilinjauksia   vastaavia   linjauksia.   Kriteereiksi   otin 
ensinnäkin sen, että  monilinjauksen pitää olla parilinjauksen alueella. Toisekseen otin 
mukaan vain ne monilinjaukset,   joissa on ainakin yksi säilynyt  motiivipari  hiiren  ja 
ihmisen parilinjauksesta. Toisin sanoen ainakin yhden parilinjauksessa yhteen linjatun 
hiiren  motiivin   ja   ihmisen  motiivin   pitää   löytyä  monilinjauksen  moduulista   yhteen 
linjattuna. Tuloksia tästä  etsinnästä   löytyy koottuna taulukosta 2. Taulukon linjauksia 
kuvaaviin keskiarvoihin on otettu mukaan aina paras kriteerit täyttävä monilinjaus.
Kuten on odotettavissa, parasta parilinjausta vastaavien monilinjausten määrä vähenee 
kun   puussa   edetään.   Tässäkin   pisteytykset   eroavat   toisistaan:   edustavia   sekvenssejä 






ensimmäinen   sisäsolmu   polulla   hiiren   ja   ihmisen   parilinjausta   vastaavasta   solmusta 
juureen,   parilinjauksia   vastaavat   monilinjaukset   ovat   lyhentyneet   merkittävästi, 
yleistetyllä pisteytyksellä jäljellä on reilu viidesosa parilinjauksen pituudesta motiiveina, 
parien summa ­pisteytyksellä   ja  edustavia sekvenssejä  käyttävällä  pisteytyksellä  vain 
pari   prosenttia.   Hyppy   lajien   määrässäkin   on   tässä   kohti   suuri,   kahdesta   viiteen. 
Myöhemmillä tasoilla lajeja tulee kullakin vain yksi lisää ja saatujen linjausten pituus 
motiiveissa lyhenee hitaammin ja epävarmemmin. Linjausten lyheneminen on toisaalta 
hyvä   asia,   jos  ne  määrittelevät   säätelyalueen   tarkemmin.  Toisaalta  etenkin  edustavia 






parien summa -pisteytys solmu 0 solmu 1 solmu 2 solmu 3
valmiita linjauksia 95 95 95 95
38 51 67 82
edellinen per valmiiden linjausten määrä 40,00% 53,68% 70,53% 86,32%
näiden parilinjausten ka pituus motiiveina 219,39 274,39 241,45 240,27
näiden monilinjausten ka pituus motiiveina 7,66 9,55 9,58 8,66
monilinjauksen pituus per parilinjauksen pituus 3,49% 3,48% 3,97% 3,60%
näiden monilinjausten ka pisteytys 4301,27 4318,12 3070,52 1769,12
edellinen per parien määrä 153,62 205,62 204,7 176,91
7,01 8,92 8,44 7,48
4,67% 6,08% 6,37% 6,06%
84,57% 86,49% 84,29% 79,90%
yleistetty pisteytys solmu 0 solmu 1 solmu 2 solmu 3
valmiita linjauksia 92 92 92 92
63 63 72 85
edellinen per valmiiden linjausten määrä 68,48% 68,48% 78,26% 92,39%
näiden parilinjausten ka pituus motiiveina 225,97 221,83 251,54 243,33
näiden monilinjausten ka pituus motiiveina 35,41 48,14 54,46 53,33
monilinjauksen pituus per parilinjauksen pituus 15,67% 21,70% 21,65% 21,92%
näiden monilinjausten ka pisteytys 34073,56 30767,33 21681,28 9895,15
30,26 41,29 46,69 44,68
18,03% 22,21% 23,19% 21,63%
88,25% 87,94% 87,55% 86,93%
edustavia sekvenssejä käyttävä pisteytys solmu 0 solmu 1 solmu 2 solmu 3
valmiita linjauksia 94 94 94 94
34 52 67 80
edellinen per valmiiden linjausten määrä 36,17% 55,32% 71,28% 85,11%
näiden parilinjausten ka pituus motiiveina 203,91 255,15 235,22 225,41
näiden monilinjausten ka pituus motiiveina 2,85 3,77 4,25 5,39
monilinjauksen pituus per parilinjauksen pituus 1,40% 1,48% 1,81% 2,39%
näiden monilinjausten ka pisteytys 80,96 97,84 109,24 129,15
2,03 2,85 3,39 4,43
1,48% 2,12% 2,84% 3,91%
64,43% 70,48% 71,85% 73,55%
monilinjaus parilinjauksen alueella, ainakin 
yksi säilynyt motiivipari
näiden monilinjausten säilyneiden 
motiiviparien ka määrä
säilyneiden motiiviparien määrä per 
parilinjauksen pituus, ka
säilyneiden motiiviparien määrä per 
monilinjauksen pituus, ka
monilinjaus parilinjauksen alueella, ainakin 
yksi säilynyt motiivipari
näiden monilinjausten säilyneiden 
motiiviparien ka määrä
säilyneiden motiiviparien määrä per 
parilinjauksen pituus, ka
säilyneiden motiiviparien määrä per 
monilinjauksen pituus, ka
monilinjaus parilinjauksen alueella, ainakin 
yksi säilynyt motiivipari
näiden monilinjausten säilyneiden 
motiiviparien ka määrä
säilyneiden motiiviparien määrä per 
parilinjauksen pituus, ka
säilyneiden motiiviparien määrä per 
monilinjauksen pituus, ka
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Säilyneiden   linjausten  merkittävyyden   väheneminen   näkyy  myös   saaduissa   pisteissä 
parien summa ­pisteytyksellä  ja edustavia sekvenssejä  käyttävällä  pisteytyksellä, joita 
voi   verrata   parilinjauksen   pisteisiin.   Parilinjauksien   pisteet   ovat   välillä   900­10000. 
Parien summa ­pisteytyksellä parien määrään suhteutetut pisteet säilyneillä moduuleilla 
ovat   keskimäärin   kahdensadan   tienoilla   ja   edustavia   sekvenssejä   käyttävällä 
pisteytyksellä säilyneet moduulit pääsevät puun keskiosissakin keskimäärin vain reiluun 
sataan   pisteeseen.   Yleistetyn   pisteytyksen   tuottamat   pisteet   ovat   huomattavasti 
korkeampia, myös parien summa ­pisteytyksen antamiin normalisoimattomiin pisteisiin 
verrattuna, mutta ne eivät ole vertailukelpoisia.
Vertasin   saatuja   monilinjauksia   myös   Ensembl­tietokannan   sisältämiin   ihmisen 
säätelyannotaatioihin.   Annotaatioita   löytyi   käyttämieni   geenien   ympäristöistä   974 
kappaletta.  Annotaatiot   peittivät   tutkituista   alueista  keskimäärin   3,88%  ja  parhaiden 
parilinjausten  alueista  3,43%.  Annotaatioiden  peittämät   osuudet  parhaista   säilyneistä 
monilinjauksista  on  esitetty   taulukossa  3.  Yleistetyn  pisteytyksen   tuottamilla  pitkillä 
moduuleilla  osuus pysyy suunnilleen samana  ja  on  lähellä   tutkitun alueen vastaavaa 
osuutta. Edustavia sekvenssejä  käyttävän pisteytyksen ja parien summa ­pisteytyksen 








0 1 2 3
parien summa -pisteytys 1,26% 4,52% 2,99% 6,12%
yleistetty pisteytys 3,61% 4,07% 3,85% 4,04%





Tulokset   progressiivisesta   monilinjauksesta   EELissä   ovat   jokseenkin   epämääräisiä. 
Monilinjaus   vie   tällä   heuristisella   algoritmillakin   ikävän   kauan   ja   pidempien 
sekvenssien tapauksessa parilinjausvaiheessa myös paljon muistia. Pisteytysten välillä 
on  eroa,  mutta   ennen  parametrien  pisteytyskohtaista   optimointia   on  vaikea   arvioida 
mikä  niistä toimii parhaiten. Periaate näyttäisi kuitenkin toimivan, parilinjaus joissain 
tapauksissa säilyy ja kapenee puussa edetessä ja toisissa tapauksissa häviää.
Tärkein   parannus   algoritmin   toimintaan   olisi   parametrien   uudelleen   optimoiminen, 
jokaiselle  monilinjauksen  pisteytykselle   erikseen.  Optimointi   ei  kuitenkaan  ole   ihan 
helposti toteutettavissa, koska valmiita datakokoelmia oikeista säätelyalueista ei oikein 




säädellyiksi  sikiön kehityksen aikana  ja  muista   lajeista  niiden ortologit,  negatiivinen 




Parilinjaus­EELin   toteutuksen   suora   hyödyntäminen   on   vaikeaa,   koska   siinä 
motiivisekvenssien käsittely on toteutettu paljon integroidummin kuin tässä kuvatussa ja 
parissa aiemmassa, moniulotteista dynaamista ohjelmointia käyttävässä monilinjauksen 
versiossa.   Tosin   parilinjausten   laskeminen   etukäteen   ja   niiden   käsittely   tiedostojen 








Monissa   fylogenisissa   puissa   on   oksille   määritelty   pituudet,   jotka   kuvaavat   lajien 
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Tämä   liite   sisältää   osia  89   sivun   tiedostosta,   jossa  on  käyttöesimerkissä   käytettyjen 
viiden sekvenssin motiivilistat.
horse eel SPI­B.pfm 3166 3172 9.394818 ­ .
horse eel SPI­B.pfm 9126 9132 11.208253 + .
horse eel SPI­B.pfm 4075 4081 8.690361 + .
horse eel SPI­B.pfm 9926 9932 8.690361 ­ .
horse eel SPI­B.pfm 4718 4724 11.208253 ­ .
horse eel AML­1.pfm 9579 9587 12.229332 + .
horse eel AML­1.pfm 2959 2967 10.431825 + .
horse eel HMG­1.pfm 6367 6375 8.719963 + .
horse eel HMG­1.pfm 7658 7666 8.611028 ­ .
horse eel HMG­1.pfm 812 820 8.476727 + .
horse eel TCF11­MafG.pfm 3973 3978 6.803795 + .
horse eel TCF11­MafG.pfm 3511 3516 6.803795 ­ .
horse eel TCF11­MafG.pfm 8072 8077 6.803795 + .
horse eel TCF11­MafG.pfm 3821 3826 7.303366 ­ .
horse eel TCF11­MafG.pfm 858 863 7.437667 + .
cow eel Myf.pfm 4224 4235 16.345141 + .
cow eel Myf.pfm 6510 6521 17.234647 ­ .
cow eel Athb­1.pfm 8555 8562 11.901570 ­ .
cow eel Athb­1.pfm 770 777 10.645915 + .
cow eel Athb­1.pfm 5477 5484 10.645915 + .
cow eel Athb­1.pfm 3352 3359 11.901570 ­ .
cow eel Athb­1.pfm 8233 8240 10.645915 ­ .
cow eel SPI­B.pfm 3744 3750 10.432293 + .
cow eel SPI­B.pfm 5000 5006 10.170778 + .
cow eel SPI­B.pfm 3305 3311 11.208253 + .
cow eel Elk­1.pfm 5945 5954 9.621117 + .
cow eel ARNT.pfm 7596 7601 11.294650 ­ .
cow eel ARNT.pfm 7596 7601 11.294650 + .
cow eel ARNT.pfm 7955 7960 11.294650 + .
cow eel ARNT.pfm 726 731 9.359745 + .
dog eel Athb­1.pfm 6349 6356 11.220100 ­ .
dog eel Athb­1.pfm 2746 2753 10.645915 + .
dog eel Athb­1.pfm 8235 8242 11.981519 ­ .
dog eel Athb­1.pfm 8214 8221 10.645915 ­ .
dog eel Athb­1.pfm 3122 3129 11.901570 + .
dog eel NMyc.pfm 544 549 11.361154 + .
dog eel NMyc.pfm 3011 3016 11.361154 + .
dog eel NMyc.pfm 544 549 11.361154 ­ .
dog eel NMyc.pfm 3011 3016 11.361154 ­ .
dog eel SOX­9.pfm 9520 9528 10.854789 + .
2dog eel SOX­9.pfm 6166 6174 10.503317 ­ .
dog eel SOX­9.pfm 6079 6087 11.193893 + .
dog eel TCF11­MafG.pfm 8032 8037 7.303366 + .
dog eel TCF11­MafG.pfm 6709 6714 8.874185 ­ .
dog eel TCF11­MafG.pfm 3750 3755 7.303366 + .
human eel SPI­B.pfm 9010 9016 10.432293 + .
human eel SPI­B.pfm 1132 1138 8.425351 + .
human eel SPI­B.pfm 9921 9927 10.432293 ­ .
human eel SPI­B.pfm 6905 6911 10.432293 + .
human eel SPI­B.pfm 5392 5398 9.394818 ­ .
human eel jcETS1_oma.pfm 3035 3043 9.065635 ­ .
human eel jcETS1_oma.pfm 6182 6190 8.257542 + .
human eel jcETS1_oma.pfm 6007 6015 8.481653 ­ .
human eel jcETS1_oma.pfm 8270 8278 11.359871 + .
human eel jcETS1_oma.pfm 6539 6547 9.055133 ­ .
human eel HMG­1.pfm 544 552 9.855239 + .
human eel HMG­1.pfm 2053 2061 8.463180 ­ .
human eel HMG­1.pfm 4689 4697 10.411632 ­ .
human eel HMG­1.pfm 1482 1490 8.719963 ­ .
human eel HMG­1.pfm 6469 6477 8.719963 + .
mouse eel SPI­B.pfm 7249 7255 9.394818 ­ .
mouse eel SPI­B.pfm 684 690 11.208253 ­ .
mouse eel SPI­B.pfm 3831 3837 8.425351 ­ .
mouse eel SPI­B.pfm 5059 5065 10.432293 ­ .
mouse eel SPI­B.pfm 8692 8698 9.466321 ­ .
mouse eel HMG­1.pfm 1280 1288 9.690180 + .
mouse eel HMG­1.pfm 4290 4298 8.915883 ­ .
mouse eel HMG­1.pfm 1591 1599 10.798655 ­ .
mouse eel HMG­1.pfm 1709 1717 9.141543 ­ .
mouse eel HMG­1.pfm 1146 1154 8.624543 + .
mouse eel TCF11­MafG.pfm 7714 7719 7.303366 ­ .
mouse eel TCF11­MafG.pfm 6653 6658 6.589670 + .
mouse eel TCF11­MafG.pfm 9905 9910 7.303366 ­ .
mouse eel TCF11­MafG.pfm 7036 7041 6.803795 ­ .
mouse eel TCF11­MafG.pfm 9286 9291 6.803795 ­ .
