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Abstrakt
Cílem bakalárˇské práce je vytvorˇení mobilní aplikace pro podporu profese taxikárˇe. Cˇte-
nárˇ je dále seznámen se základy procesního rˇízení - BPM a základními prvky prˇi mode-
lování procesu˚ a návrhu softwaru, které se následneˇ využijí prˇi návrhu aplikace. Baka-
lárˇská práce prezentuje základní aspekty vývoje pro platformu Android ve vývojovém
prostrˇedí Android Studio. Aplikace bude vyvíjena na základeˇ vytvorˇeného návrhu a je
soucˇástí prˇílohy, jakožto i uživatelská prˇírucˇka k této aplikaci.
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Abstract
The aim of this bachelor thesis is development of a mobile application to support the pro-
fession of a taxi driver. The reader is also familiarised with the basics of process manage-
ment - BPM and basic components used during making business models and designing
software, which will be used afterwards. The bachelor thesis presents the fundamental
aspects of a development for the Android platform in development environment An-
droid Studio. The application will be based on the created design. Application and user
guide are included in Annex.
Keywords: Android, Android Studio, Java, BPM, analysis, design, development, mobile
applications
Seznam použitých zkratek a symbolu˚
BMP – Business Process Management
UML – Unified Modeling Language
CAD – Computer-Aided Design
IDE – Integrated Development Environment
ADT – Android Developer Tools
JDK – Java Development Kit
SDK – Software Development Kit
XML – Extensible Markup Language
OS – Operating System
AVD – Android Virtual Device
USB – Universal Serial Bus
API – Application Programming Interface
SD – Secure Digital
GPS – Global Positioning System
URI – Uniform Resource Identifier
JSON – JavaScript Object Notation
1Obsah
1 Úvod 5
2 Úvod do procesního rˇízení 6
2.1 Procesní rˇízení . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.2 Vlastnosti procesního rˇízení . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 Proces . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.4 Spojité a oddeˇlené procesy . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.5 Deˇlení procesu˚ dle ru˚zných kritérií . . . . . . . . . . . . . . . . . . . . . . . 7
2.6 Metody pro popis procesu˚ . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.7 UML . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
3 Popis vývojového prostrˇedí Android Studio BETA použitého prˇi vývoji a popis
práce s tímto prostrˇedím 18
3.1 Vývojové prostrˇení pro vývoj Android aplikací . . . . . . . . . . . . . . . . 18
3.2 Eclipse s ADT . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.3 Android Studio . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.4 Lokalizace aplikací . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.5 Design . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.6 Emulátor . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.7 Ladeˇní aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.8 Struktura projektu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
3.9 Android Manifest . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4 Analýza a návrh aplikace pro mobilní systém Android 4 26
4.1 Zadání . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
4.2 Specifikace požadavku˚ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
4.3 Model prˇípadu užití . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
4.4 Model trˇíd . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
4.5 Sekvencˇní diagram . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
4.6 Vývojový diagram . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
5 Tvorba mobilní aplikace na základeˇ návrhu 35
5.1 Synchronizace s Google kalendárˇem . . . . . . . . . . . . . . . . . . . . . . 35
5.2 Ukládání na SD kartu ve formátu JSON . . . . . . . . . . . . . . . . . . . . 36
5.3 Práce s notifikacemi . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
5.4 Modelování nového procesu . . . . . . . . . . . . . . . . . . . . . . . . . . . 40




2A CD s aplikací 47
B Uživatelská prˇírucˇka 48
B.1 Hlavní menu, nastavení . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
B.2 Nový proces . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
B.3 Procesy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 49
B.4 Kalkulacˇka . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
B.5 Editace promeˇnných . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
3Seznam obrázku˚
1 Prˇechodový diagram . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2 Vývojový diagram . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
3 Petriho sít’ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
4 Diagram trˇíd . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
5 Diagram aktivit . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
6 Diagram užití . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
7 Sekvencˇní diagram . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
8 Textový režim návrhu vzhledu aplikace s náhledem . . . . . . . . . . . . . 19
9 Ukázka emulátoru v Android Studiu . . . . . . . . . . . . . . . . . . . . . . 21
10 Debug Mode v Android Studiu . . . . . . . . . . . . . . . . . . . . . . . . . 22
11 Struktura projektu v Android Studiu . . . . . . . . . . . . . . . . . . . . . . 23
12 Životní cyklus aktivity . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
13 Diagram prˇípadu užití aplikace . . . . . . . . . . . . . . . . . . . . . . . . . 27
14 Trˇídní diagram - jádro aplikace . . . . . . . . . . . . . . . . . . . . . . . . . 29
15 ListView nadefinovaný pomocí vlastního adaptéru . . . . . . . . . . . . . . 31
16 Sekvencˇní diagram - vytvorˇení nového procesu . . . . . . . . . . . . . . . . 33
17 Vývojový diagram - vpravo schéma diagramu vytvorˇeného pomocí apli-
kace - obrázek vlevo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
18 Oblast notifikací . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
19 Jednotlivé notifikace v notifikacˇní lišteˇ . . . . . . . . . . . . . . . . . . . . . 39
20 Instalace, hlavní nabídka a nastavení . . . . . . . . . . . . . . . . . . . . . . 48
21 Nový proces, vytvorˇení události . . . . . . . . . . . . . . . . . . . . . . . . 49
22 Nový proces, vytvorˇení podmínky . . . . . . . . . . . . . . . . . . . . . . . 50
23 Vytvorˇená událost v kalendárˇi, notifikace upozornˇující na práveˇ probíha-
nou událost . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
24 Prˇehled všech procesu˚ a režim editace vybraného procesu . . . . . . . . . 51
25 Obrazovka pro výbeˇr výpocˇtu a formulárˇ pro zvolený výpocˇet . . . . . . . 52
26 Obrazovka pro vytvárˇení, úpravu a mazání promeˇnné, formulárˇ pro vlo-
žení nové promeˇnné . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
4Seznam výpisu˚ zdrojového kódu
1 Ukázka struktury AndroidManifest.xml . . . . . . . . . . . . . . . . . . . . 25
2 Povolení pro cˇtení a zápis z/do kalendárˇe v AndroidManifest.xml . . . . . 35
3 Ukázka synchronizace s kalendárˇem prˇes email a typ uživatele. . . . . . . 36
4 Funkce Insert (trˇída MyCalendar). . . . . . . . . . . . . . . . . . . . . . . . 36
5 Metoda WritToFile. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
6 Ukládání dat do objektu JSON. . . . . . . . . . . . . . . . . . . . . . . . . . 38
7 Uložené informace ve formátu JSON. . . . . . . . . . . . . . . . . . . . . . 38
8 Metoda onReceive. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
9 Metoda repeatingWeek. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
10 Cˇást výpocˇetní metody - výpocˇet pru˚meˇrné spotrˇeby. . . . . . . . . . . . . 41
51 Úvod
Bakalárˇská práce má za cíl zjednodušit každodenní cˇinnosti specifické profese, a to pro-
fese taxikárˇe formou mobilní aplikace. Jelikož lze vyhodnotit a popsat potrˇeby s ru˚znými
nároky na plánování a rˇízení jejich cˇinnosti, lze také vytvorˇit aplikaci, která by byla opo-
rou práveˇ pro tyto cˇinnosti. Rozhodl jsem se aplikaci vyvíjet pro systém Android, který
je dnes nerozšírˇeneˇjším systémem pro mobilní zarˇízení. Jako vývojové prostrˇedí jsem si
zvolil Android Studio (v dobeˇ vývoje ješteˇ BETA), které je doporucˇováno prˇímo spolecˇ-
ností Google a které usnadnˇuje samotnou práci.
První kapitolou práce je letmý úvod do procesního rˇízení - BPM a jeho základní vlast-
nosti. Nalezneme zde popis a charakteristiku procesu˚ a také, jak se jednotlivé procesy
trˇídí podle nejru˚zneˇjších kritérií. Podkapitola veˇnující se UML a cˇásti popisující diagramy
spadající do této oblasti (trˇídní, sekvencˇní a jiné) je du˚ležitá pro kapitolu návrhu aplikace.
Po úvodu do procesního rˇízení následuje kapitola popisující vývojové prostrˇední An-
droid Studio, které bylo použito prˇi vývoji. Nejprve cˇtenárˇe seznamuji s možnostmi pro
vývoj Android aplikací a shrnuji klady a zápory Android Studia. Dále kapitola obsahuje
základní prvky vývoje v Android Studiu, výhody a "features", které prˇináší práveˇ toto
IDE a prvky, které jsou charakteristické pro Android aplikace.
Následující kapitola je veˇnována analýze a návrhu aplikace pro mobilní systém An-
droid 4. V kapitole nejprve shrnuji zadání a specifikace požadavku˚ na vytvárˇenou apli-
kaci. Dozvíme se také, procˇ jsem zvolil systém Android. Další odstavce jsou veˇnovány de-
tailnímu návrhu prˇípadu užití a také trˇídnímu diagramu, který zobrazuje jádro aplikace.
Trˇídní diagram je dále doplneˇn informacemi o jednotlivých trˇídách a jejich významu
v rámci aplikace. Následuje sekvencˇní diagram zachycující vytvárˇení nového procesu
a vývojový diagram ukazující, jak je modelovaný proces zobrazen uživateli.
O tvorbeˇ mobilní aplikace na základeˇ návrhu pojednává poslední kapitola. Zde po-
stupneˇ ukazuji implementaci funkcí, které jsou definované prˇi návrhu a analýze poža-
davku˚. Vysveˇtluji zde postup práce synchronizace s kalendárˇem od Google, ukládání
výsledku˚ namodelovaných procesu˚ do externího úložišteˇ ve formátu JSON. Objasnˇuji
také zpu˚sob zápisu v tomto formátu. Následuje podkapitola veˇnující se práce s notifi-
kacemi a souvisejícími trˇídami a podkapitoly popisující modelování nového procesu a
výpocˇty aplikace.
Soucˇástí práce je vytvorˇená mobilní aplikace pro systém Android 4 a také prˇírucˇka
pro práci s touto aplikací.
62 Úvod do procesního rˇízení
2.1 Procesní rˇízení
Pokud potrˇebujeme optimalizovat procesy, at’ už jde o vyrˇízení obchodních faktur, žá-
dosti o dovolenou, vyrˇízení pojistné události nebo jen nákup potrˇebných surovin, vy-
užijeme procesního rˇízení. Procesní rˇízení (také BPM – Business Process Management)
nám poskytuje prostrˇedky pro plánování, rˇízení, optimalizaci, automatizaci a sledování
firemních i zákaznických procesu˚. Pokud pracují zameˇstnanci (osoby), firemní aplikace
cˇi informacˇní systémy a sdílený obsah ve vzájemném souladu, jsou splneˇny nutné pod-
mínky produktivity a efektivity procesu˚.
Procesní rˇízení tedy využívá znalostí, dovedností, zkušeností, nástroju˚ a technik k de-
finování, rˇízení, vizualizaci, meˇrˇení, kontrole, sledování a zlepšování procesu˚, které poté
mohou být optimalizovány a následneˇ také úspeˇšné.
2.2 Vlastnosti procesního rˇízení
Základní vlastnosti procesního rˇízení lze shrnout do následujících bodu˚:
• Procesní odpoveˇdnost – odpoveˇdnost je v procesním rˇízení prˇesneˇ definována, do-
držována a poté snadno zpeˇtneˇ vysledovatelná.
• Eskalacˇní rˇízení (optimalizace) – sledování workflow v cˇase a logiky na pozadí
umožnˇuje zkrácení procesních cyklu˚ a tím výrazneˇ celý proces zrychlit.
• Zpracování na základeˇ události – procesní rˇízení umožnˇuje dynamické zmeˇny po-
mocí zautomatizovaným reakcím na obchodní události. Stacˇí pouze upravit pro-
cesy a zarˇadit je zpeˇt do beˇhu firmy.
• Aplikacˇní integrace – úspeˇšneˇ namodelované procesy je možné integrovat do infor-
macˇního systému a tím zefektivnit a zjednodušit práci s teˇmito informacemi.
• Grafické navrhování a modelování procesu˚ – snadná, rychlá a efektivní implemen-
tace procesu˚ a podchycení zmeˇn.
• Zpru˚hledneˇní organizace – prˇi spolupráci mezi více firmami je potrˇeba správneˇ
definovat vztahy mezi nimi.
2.3 Proces
Definic procesu je velké množství, liší se ovšem pouze úhlem pohledu. Definice procesu
podle normy EN ISO 9000:2000 zní:
Definice 2.1 „Proces je definován jako soubor vzájemneˇ souvisejících nebo vzájemneˇ pu˚sobících
cˇinností, který prˇemeˇnˇuje vstupy na výstupy“.
7Michael Hammer a James Champy, jedni ze zakladatelu˚ BPR (Bussiness Process Reein-
geneering), definovali proces takto:
Definice 2.2 „Proces je soubor cˇinností, který vyžaduje jeden nebo více druhu˚ vstupu˚ a tvorˇí
výstup, který má pro zákazníka hodnotu“.
Z výše uvedených definic mu˚žeme logicky vyvodit, že proces využívá neˇjaké zdroje
na vstupu, urcˇitým zpu˚sobem je transformuje na výstup a skládá se z usporˇádaných
dílcˇích cˇinností (kroku˚) – lze jej tedy dekomponovat na subprocesy.
2.4 Spojité a oddeˇlené procesy
Kategorie procesu˚ se rozdeˇluje na spojité procesy a oddeˇlené procesy. U spojitých pro-
cesu˚, které jsou typickým prˇíkladem fyzických procesu˚, probíhají spojité zmeˇny neprˇe-
tržiteˇ. Naopak u jednotlivých (oddeˇlených) procesu˚, s kterými se setkáváme u pocˇítacˇo-
vých programu˚, se zmeˇny vyskytují v samostatných krocích nazývaných události. Tyto
události jsou prokládány s cˇasovými úseky necˇinnosti nazývanými stavy.








2.5 Deˇlení procesu˚ dle ru˚zných kritérií
Detailní rozdeˇlení procesu˚ podle Erika Sandewalla, který bere v úvahu promeˇnné jako
cˇas, zmeˇny, posloupnosti a souvislosti procesu˚:
• Jednotlivé (oddeˇlené) a spojité – v informacˇní technologii je cˇas rozdeˇlen na jednot-
livé body, nazývané „integer time“, který se skládá z celých cˇíslic 0, 1, 2 ... .Spo-
jité procesy mohou být zaokrouhleny snížením cˇasového kroku, cˇímž stoupá pocˇet
bodu˚, které musí být uloženy a propocˇítány. Naopak u oddeˇlených procesu˚, kde
hodnoty nabývají definovatelný pocˇet hodnot, je pocˇet bodu˚ na propocˇítání menší.
• Lineární a rozveˇtvené – lineární porˇadí cˇasových bodu˚ a jejich prˇidružených udá-
lostí tvorˇí deterministický proces, který lze jednoduše reprezentovat a propocˇí-
tat. Podmíneˇné alternativy vytvárˇí další veˇtvení s nedeterministickým zvyšováním
možností v budoucnu, které musí být analyzovány.
8• Závislé a nezávislé – jestliže jsou procesy nezávislé, zmeˇna jednoho nemá efekt na
jiné procesy. U závislých procesu˚, zmeˇna jednoho zpu˚sobí zmeˇny u ostatních.
• Okamžité a zpoždeˇné – pokud zmeˇny zpu˚sobila neˇjaká událost, dojde k okamžité
zmeˇneˇ a tyto zmeˇny mohou být zastoupeny nebo simulovány v pru˚beˇhu stejného
cˇasového úseku jako událost. Zpoždeˇný efekt ovšem nezpu˚sobí pozorovatelnou
zmeˇnu do neˇkterých následujících stavu˚ nebo událostí.
• Postupné a soubeˇžné – v postupných procesech nastane pouze jedna událost v kaž-
dém okamžiku, naopak v soubeˇžných procesech probíhá více nezávislých událostí
paralelneˇ.
• Prˇedvídatelné a neprˇedvídatelné – prˇedvídatelný proces vyplývá ze skriptu, který
specifikuje všechny možné stavy pro každou událost. Neprˇedvídatelné události vy-
volávají zmeˇny, které nejsou ocˇekávány podle skriptu.
• Pravidelné a nepravidelné – neˇkteré procesy mají vysoce pravdeˇpodobný nebo nor-
mální pru˚beˇh událostí, který mu˚že být prˇedpokládaný jako standardní. U nepravi-
delných procesu˚ jsou neˇkteré události stejneˇ pravdeˇpodobné a žádný jednotlivý
výsledek nelze považovat za standardní.
• Ploché a hierarchické – u plochých procesu˚ je každá událost popsána strucˇným se-
znamem zmeˇn, které mohou nastat. U hierarchických procesu˚, každá událost mu˚že
být složená z dílcˇích událostí.
• Cˇasoveˇ závislé a nezávislé – nejjednodušší proces k analýze zahrnuje pevný pocˇet
cˇasoveˇ nezávislých objektu˚, které nejsou ani vytvorˇené ani zrušené beˇhem procesu.
Cˇasoveˇ závislé objekty, které mohou být vytvorˇeny nebo zrušeny beˇhem urcˇitého
intervalu, vedou ke zpracování s neustále se meˇnícími objekty.
• Pameˇt’oveˇ závislé a nezávislé – u pameˇt’oveˇ nezávislých procesu˚, budoucí pru˚beˇh
událostí závisí pouze na soucˇasném stavu. Pameˇt’oveˇ závislé procesy udržují infor-
mace z prˇedchozích stavu˚, které mohou mít význam do budoucích stavu˚.
2.6 Metody pro popis procesu˚
Abychom mohli analyzovat složité systémy, které jsou propojeny komplikovanými vaz-
bami, jednak ve své vlastní strukturˇe nebo s okolními subjekty, používáme zjednoduše-
ných modelu˚. U teˇchto zjednodušených modelu˚ ovšem nesmeˇjí chybeˇt zásadní stavy a
funkce, bez kterých by tento model nebyl zcela funkcˇní.
Význam modelu podnikového procesu dále umocnˇuje fakt, že skrze tyto modely zná-
zornˇující procesy ve formeˇ diagramu vede ke zjednodušené komunikaci manažeru˚ a kon-
cových uživatelu˚, a také pro lepší prˇedstavu a snadneˇjší pochopení. Model tedy mu˚žeme
chápat jako abstraktní obraz reality s cílem ulehcˇit komunikaci mezi manažery a analyti-
kem nebo developerem.
Model nejcˇasteˇji znacˇíme jako procesní diagram, workflow diagram nebo diagram
datových toku˚. Hotový vytvorˇený model prˇedstavuje prˇijatelnou formu pro manažery,
9kterˇí teˇmto modelu˚m rozumí a rychle se v nich orientují.
Pro modelování využíváme tyto základní druhy diagramu˚:
• Prˇechodový diagram - tento diagram se beˇžneˇ používá pro samostatné procesy.
V prˇechodového diagramu se reprezentují stavy jako kružnice a události znázornˇují
pomocí šipek, které propojují jednotlivé stavy. Nejjednodušší podobou prˇechodo-
vého diagramu a taktéž široce používaným je konecˇný automat, který je videˇt na
obrázku 1 1 (písmena p, q, r, s, t jsou stavy diagramu).
Obrázek 1: Prˇechodový diagram
• Vývojový diagram - Diagram vhodný pro programování, který doplnˇuje a zprˇes-
nˇuje konecˇné automaty, též stavové diagramy. V tomto diagramu prˇedstavují bloky
(obdélníky) události a diamanty (kosocˇtverce) reprezentují rozhodnutí, kterým smeˇ-
rem se bude diagram dále ubírat. Na obrázku 2 mu˚žeme videˇt ukázku (písmena a,
b, d, e, f vyjadrˇují události, písmeno c reprezentuje podmínku - veˇtvení diagramu).
• Petriho síteˇ - jsou obecný diagram sloužící pro reprezentování soubeˇžných procesu˚
a spojují dohromady vývojový diagram s diagramem prˇechodovým (stavovým) do
jednoho více obecného. Kružnice v Petriho sítích nazvané místa odpovídají stavu˚m
v prˇechodovém diagramu. Mrˇíže nazvané prˇechody jsou shodné s událostmi ve
vývojovém diagramu. U objektoveˇ orientovaného návrhu byly Petriho síteˇ prˇijaty
jako základ pro diagram aktivit v jazyce UML.
1Všechny diagramy jsem vytvárˇel v programu (internetové aplikaci) Lucidchart
(https://www.lucidchart.com).
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Obrázek 2: Vývojový diagram
Obrázek 3 ukazuje Petriho sít’ vzniklou z prˇedchozího vývojového a stavového dia-
gramu (písmena p, q, r, s a t prˇedstavují stavy diagramu jako u stavového diagramu,
písmena a, b, d, e a f reprezentují události mezi stavy a písmeno c vyjadrˇuje pod-
mínku. Jestliže je podmínka splneˇna pokracˇuje se ze stavu r do stavu s, jestliže
podmínka splneˇna není pokracˇuje se ze stavu r do stavu t. Stav p je oznacˇován jako
prˇedpoklad pro událost a a stav q je nazýván du˚sledek události a a prˇedpoklad pro
událost b.)
Obrázek 3: Petriho sít’
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2.7 UML
Unified Modeling Language je prostrˇedek, nástroj, soubor pravidel pro grafickou inter-
pretaci, který se využívá prˇi vývoji systému˚. UML je grafický jazyk, který je dnes již
standardem pro návrh softwaru. S UML se v soucˇasné dobeˇ setkáme v dokumentacích,
odborných materiálech a ulehcˇuje komunikaci a pochopení mezi návrhárˇem, vývojárˇem
(developerem) a koncovým zákazníkem. Je také nepostradatelnou soucˇástí prˇi vývoji
v týmu, kdy slouží jako komunikacˇní prostrˇedek mezi programátory.
Zpu˚soby využití UML:
• Koncept (nácˇrt, sketch) - používá se pro jednoduché a rychlé kreslení diagramu˚,
nejcˇasteˇji rucˇneˇ na papír prˇi jednání se zákazníky, nebo na tabuli prˇi komunikaci
v týmu beˇhem vývoje. Každý diagram je abstraktní, vyjadrˇuje urcˇitý pohled na
systém, prˇicˇemž bereme v úvahu práveˇ tento pohled, zbytek systému nebereme
v úvahu.
• Detailní návrh (plán) - využívá se pro detailneˇjší plán implementace hlavneˇ pro pro-
gramátory. Analytik by meˇl prˇi kreslení návrhu zaznamenat všechny soucˇásti sys-
tému pro snadné pochopení programátora tak, aby programátor mohl vytvorˇit sys-
tém bez veˇtšího uvažování nad správnou funkcˇností. Nejcˇasteˇji jsou diagramy vy-
tvorˇeny v CAD nástrojích. Když je systém hotový, slouží dále tento plán a všechny
související diagramy jako dokumentace.
• Programovací jazyk - slouží pro vygenerování kódu, který se dále používá jako šab-
lona. Tato šablona se následneˇ používá jako základ pro implementaci, pro základní
verzi spustitelného kódu nebo jako výchozí vygenerování skriptu˚ pro databázi.
Nejpoužívaneˇjší soucˇástí standardu UML jsou diagramy, které se deˇlí následovneˇ:





– Diagram objektu˚ (instancí)




U diagramu˚ chování mu˚žeme nalézt ješteˇ samostatnou kategorii
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Nyní popíši nejcˇasteˇjší diagramy, které jsem použil prˇi návrhu mé aplikace.
2.7.1 Diagram trˇíd
Diagram trˇíd, též Class diagram urcˇuje, jak má programátor implementovat jednotlivé
trˇídy a vztahy mezi nimi. Zobrazuje tedy trˇídy jako typy objektu˚, atributy a druhy atri-
butu˚ a statické vztahy, které existují mezi trˇídami. Prˇi vytvárˇení tohoto druhu diagramu
musíme myslet na to, že diagram je platformeˇ závislý - naprˇíklad u definování datového
typu atributu, který je specifický pro daný programovací jazyk.
Na obrázku 4 je vytvorˇen trˇídní diagram, ve kterém vidíme trˇídy Lidé a Komentárˇ. Tyto
trˇídy mají v horní cˇásti název, uprostrˇed seznam atributu˚ (naprˇíklad u Komentárˇe je to
jeho jednoznacˇneˇ identifikovatelné cˇíslo ID, prˇedmeˇt, text a další) a v poslední cˇásti se
nachází seznam metod a funkcí (naprˇíklad metoda na úpravu již existujícího komentárˇe
updateKomentar).
Vztahy mezi jednotlivými trˇídami jsou vyjádrˇeny plnými cˇárami, kde smeˇr šipky uka-
zuje závislost mezi teˇmito trˇídami. Druhý konec šipky nám rˇíká, zda jde o vztah agre-
gace, kompozice nebo asociace. Vztah agregacˇní se znacˇí prázdným kosocˇtvercem a rˇíká
nám, že daná trˇída mu˚že existovat bez trˇídy, na kterou má vazbu. Vztah kompozice se
znacˇí plným kosocˇtvercem a rˇíká nám naopak, že trˇída nemu˚že existovat sama (jako je to
u vztahu na obrázku 4, kde trˇída Komentárˇ nemu˚že existovat bez trˇídy Lidé - autor komen-
tárˇe). Poslední údaj, který lze vycˇíst z obrázku 4 je, že cˇloveˇk mu˚že vložit více komentárˇu˚
(0..*), ale opacˇneˇ jeden komentárˇ je vázán práveˇ k jednomu autorovi tohoto komentárˇe
(1..1).
Atributy jsou znacˇeny ve tvaru viditelnost název:typ = implicitní hodnota. Viditelnost
urcˇuje, kde bude atribut viditelný a mu˚že byt neˇkolika typu˚:
• - soukromý (private) - jen uvnitrˇ trˇídy
• + verˇejný (public) - ze všech trˇíd
• # chráneˇný (protected) - uvnitrˇ trˇídy a potomku˚ dané trˇídy
Typ atributu závisí na použití daného programovacího jazyka a urcˇuje, jakým zpu˚sobem
bude atribut uložen v pameˇti. Implicitní hodnota urcˇuje pocˇátecˇní hodnotu, kterou má
atribut prˇi vytvorˇení nového objektu dané trˇídy. Naprˇíklad + datum:DateTime = Default
Now - verˇejná viditelnost, název datum, datový typ DateTime a implicitní hodnota aktu-
ální cˇas.
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Obrázek 4: Diagram trˇíd
2.7.2 Diagram aktivit
Diagram aktivit, jinak také Activity diagram se používá pro zobrazení procedurální lo-
giky byznys procesu˚. Zobrazuje procesy jako aktivity a skládá se z uzlu˚ propojených
hranami.
Uzly mohou být rozhodovací - tyto uzly mají jednu vstupní hranu a více hran výstup-
ních. Podle podmínky, která je definována uvnitrˇ uzlu se urcˇí, kterým výstupem z uzlu
se bude dále v diagramu pokracˇovat. Není-li splneˇna žádná podmínka, pokracˇuje se vý-
stupem uzlu znacˇeným jako else. Dalším typem uzlu je uzel sloucˇení, který má naopak
více vstupních hran, ale pouze jednu hranu výstupní. Využívá se prˇedevším pro sjed-
nocení jednotlivých veˇtví rozveˇtveného diagramu, který byl prˇedtím rozdeˇlen. Dalšími
typy uzlu jsou uzly akcˇní, které inicializují nebo provádeˇjí urcˇitou aktivitu. Diagram by
meˇl vždy zacˇínat pocˇátecˇním uzlem znacˇeným plným tenkým kruhem a koncˇit by meˇl
v koncovém uzlu znacˇeným hrubým kruhem (neˇkdy též kruhem s tecˇkou).
Pro zprˇehledneˇní je velmi doporucˇené diagram rozdeˇlit do plaveckých drah nebo zón
odpoveˇdnosti podle rolí, kdy se jednotliví aktérˇi (nebo také aktér a systém) vzájemneˇ strˇí-
dají. Na obrázku 5 je znázorneˇn Activity diagram, který popisuje proces vložení nového
uživatele do systému, ve kterém vystupuje jako aktér uživatel a systém.
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Obrázek 5: Diagram aktivit
2.7.3 Diagram užití
Diagram užití, jinak také Use Case Diagram, definuje a popisuje prˇípady užití systému
uživatelem. Zachycuje tedy chování systému z pohledu uživatele, urcˇuje, které typy uži-
vatelu˚ vstupují do systému a jaké cˇinnosti mohou vykonávat v rámci popisovaného sys-
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tému. Diagram užití bývá zpravidla doplneˇn o textovou podobu (scénárˇ prˇípadu užití),
která dále zprˇesnˇuje každý jednotlivý prˇípad užití.
Obrázek 6: Diagram užití
Prvky diagramu:
• Aktér (úcˇastník) - znacˇí se figurkou a popisuje uživatele vstupující do vztahu s pro-
cesy. Uživatel nemusí být pouze fyzická osoba, ale mu˚že se jednat o jiný systém
nebo hardwarové zarˇízení. Název uživatele vystihuje jeho roli v celém systému.
Jednotliví úcˇastníci mohou hierarchicky deˇdit jednotlivé prˇípady užití od svých
prˇedku˚.
• Prˇípad užití - znacˇí se oválneˇ a popisuje cˇást funkcionality systému, kterou použí-
vají aktérˇi. Obvykle bývá zprˇesnˇován o scénárˇ prˇípadu užití, který charakterizuje
posloupnost kroku˚ provádeˇných za urcˇitým cílem. Typy vztahu používané mezi
prˇípadu užití:
– Include - prˇípad užití mu˚že obsahovat jiný prˇípad, který mu˚že být využíván
na více místech
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– Extend - prˇípad užití mu˚že rozširˇovat jiný prˇípad, který musí být splneˇn
– Generalizace (specializace) - tímto typem mu˚žeme také znázornit hierarchii
u aktéru˚ (tedy jejich prˇedka cˇi potomka)
Na obrázku 6 je znázorneˇn diagram užití znázornˇující správu a úcˇasti na neˇjakých
akcích. V diagramu vystupují dva aktérˇi a to obycˇejný uživatel, kterého rozširˇuje aktér
organizátor (je mezi nimi tedy vazba type generalizace). Organizátor mu˚že tedy využí-
vat všechny funkcˇnosti systému jako uživatel a navíc má neˇkolik funkcí, ke kterým nemá
uživatel prˇístup (naprˇíklad správa akcí, zasílání informací). Prˇípad užití UC-006 Rozmís-
teˇní uživatelu˚ do skupin navíc využívá prˇípad užití UC-004 Správa úcˇasti na akci (vazba
typu include). Když organizátor rozdeˇlí jednotlivé uživatelé do skupin, promítne se tato
zmeˇna i uživatelu˚m.
2.7.4 Sekvencˇní diagram
Dalším diagramem používaným prˇi návrhu aplikace je sekvencˇní diagram zobrazující
posloupnost zpracování zasílaných zpráv mezi objekty. Diagram nejcˇasteˇji zachycuje cho-
vání a komunikaci neˇkolika objektu˚ v rámci jednoho konkrétního prˇípadu užití.
Prvky diagramu:
• Klasifikátory - znázornˇují objekty, trˇídy nebo aktéry komunikující spolu v rámci
diagramu
• Zprávy - zprávy, procedury, funkce, kterými komunikují v sekvencˇním diagramu
mezi sebou klasifikátory
• Cˇára života - reprezentuje jak dlouho a jakým zpu˚sobem se instance klasifikátoru
úcˇastní dané komunikace. Cˇára života vede z každého klasifikátoru.
• Iterace - diagram mu˚že obsahovat i iterace, podle podmínky se urcˇí, která cˇást bude
následovat
Na obrázku 7 je znázorneˇn neúplný sekvencˇní diagram pro vložení nového komen-
tárˇe. Vlevo v diagramu jsou zobrazeny poznámky k jednotlivým kroku˚m, které je dále
zprˇesnˇují, naprˇíklad že uživatel musí být prˇihlášen do systému. V diagramu vystupuje
jeden aktér a to uživatel, který chce vložit nový komentárˇ. Dále zde vystupují objekty
Akce, Komentárˇ a Formulárˇ, a vzniká nová instance objektu Komentárˇ, která se postupneˇ
naplní daty od uživatele a systému. Cˇáry života zde zacˇínají vždy prˇi požadavku neˇja-
kého klasifikátoru na jiný.
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Obrázek 7: Sekvencˇní diagram
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3 Popis vývojového prostrˇedí Android Studio BETA použitého
prˇi vývoji a popis práce s tímto prostrˇedím
3.1 Vývojové prostrˇení pro vývoj Android aplikací
V soucˇasné dobeˇ máme na výbeˇr dveˇ hlavní možnosti pro vývoj Android aplikací a to:
• Eclipse s ADT
• Android Studio
Pro mou aplikaci jsem zvolil Android Studio kvu˚li níže uvedeným du˚vodu˚m.
3.2 Eclipse s ADT
Pu˚vodní vývojový nástroj Eclipse IDE s pluginem Android Developer Tools byl základ-
ním a doporucˇeným zpu˚sobem jak vytvárˇet Android aplikace. Instalace je velice kompli-
kovaná, je potrˇeba nainstalovat JDK (Java Development Kit), který slouží jako základní
nástroj pro práci s Javou, at’ už programujeme desktopové nebo mobilní aplikace.
Dalším krokem je nainstalování SDK (Software Development Kit) pro Android, jedná
se v podstateˇ o balícˇek s ru˚znými nástroji pro práci s danou platformou, které využívá
Eclipse. Balícˇek obsahuje naprˇíklad nástroje pro úpravu grafických prvku˚, testování a
optimalizaci vzhledu obrazovek.
Abychom mohli všechny prˇedchozí funkce využívat a pracovat s nimi, musíme do
prostrˇedí Eclipse prˇidat plugin ADT (Android Development Tools), který nám do IDE
prˇidá nabídky týkající se Androidu.
Poslední cˇástí je stažení konkrétní verze platformy (operacˇního systému Android) a
také emulátoru androidu. Emulátor funguje jako náhrada beˇžného telefonu se systémem
Android a používá se pro testování a ladeˇní vyvíjené aplikace. Emulátor beˇží na odlišné
platformeˇ než beˇžný stolní pocˇítacˇ a proto je jeho beˇh a reakce celkoveˇ pomalejší než
u reálného zarˇízení.
V dnešní dobeˇ se vyvíjet s IDE Eclipse dá, ovšem postupneˇ se od neˇj upouští a prˇe-
chází se na Android Studio.
3.3 Android Studio
Nové vývojové prostrˇedí od spolecˇnosti Google, které je dnes již uprˇednostnˇováno. Plneˇ
prˇipraveno pro vývoj - vše v jednom, jednoduchá instalace, nepotrˇebujeme doinstalová-
vat a konfigurovat žádné pluginy. Jediné, co je potrˇeba pro vývoj je JDK. Android Studio
je založeno na IntelliJ IDEA, pokud tedy již vyvíjíme pod neˇjaký programovacím jazy-
kem, naprˇíklad PHP a používáme nástroj PHPStorm, je velice snadné zvyknout si na
toto IDE. Umožnˇuje snadnou práci s kódem (navigace v kódu, nápoveˇda, refaktoring,
našeptávání a další).
Pro vývoj mé aplikace jsem zvolil ješteˇ BETA verzi tohoto nástroje, dnes však už mu˚-
žeme používat verzi 1.2, tedy oficiální.
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3.4 Lokalizace aplikací
Android Studio podporuje více jazycˇný prˇístup k vývoji aplikací. Pokud chceme prˇizpu˚-
sobit aplikaci i jiným jazyku˚m, ukládáme stringy v souboru strings.xml, která se nachází
v adresárˇi resources. Poté stacˇí zvolit funkci Add transaltion, vybrat požadovaný jazyk a
zobrazí se nám prˇehledneˇ v tabulce jednotlivé stringy a jejich editovatelné prˇeklady.
3.5 Design
Android Studio umožnˇuje navrhovat vzhled aplikací - jednotlivých ploch (zde se plochy
nazývají layout) ve dvou režimech: Design mód a textový mód.
V design módu uchopíme neˇkterý z možných prvku˚ (naprˇíklad Button - tlacˇítko) a
funkcí Drag and Drop, tedy prˇetažením kurzorem myši, vložíme do layoutu. Android
Studio je v tomto režimu daleko prˇesneˇjší než výše zmíneˇné prostrˇedí Eclipse. Prˇi použití
relativního rozložení (Relative layout) se jednotlivé prvky prˇichycují k jiným nebo se
umist’ují v urcˇité poloze vzhledem k obrazovce (naprˇíklad doprostrˇed obrazovky).
Pokud využijeme možnost tvorˇit design pomocí textového módu - píšeme XML kód.
Android Studio okamžiteˇ reaguje na zmeˇny a zobrazuje náhled ve vedlejším okneˇ apli-
kace v požadovaném rozlišení. Díky této vlastnosti se nemusíme neustále prˇepínat mezi
jednotlivými módy.
Obrázek 8: Textový režim návrhu vzhledu aplikace s náhledem
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Prˇi navrhování designu je velmi užitecˇnou vlastností Android Studia funkce Preview
All Screen Sizes, prˇi které se zobrazí náhledy všech rozlišení zarˇízení najednou. Mu˚žeme
tedy videˇt, jak se daný návrh chová na ru˚zných zarˇízeních s ru˚zným rozlišením.
3.6 Emulátor
Soucˇástí Android SDK je virtual mobile device emulátor, tedy virtuální mobilní zarˇízení,
které je spušteˇno na pocˇítacˇi. Emulátor umožnˇuje vytvárˇet, vyvíjet a testovat aplikace pro
zarˇízení s OS Android bez nutnosti použít fyzické zarˇízení.
Emulátor napodobuje všechny hardwarové i softwarové funkce pro klasické mobilní
zarˇízení s výjimkou uskutecˇneˇní volání. Emulátor poskytuje navigacˇní a ovládací tla-
cˇítka, kterými mu˚žeme pomocí stisku tlacˇítka na klávesnici nebo myši generovat události
pro naši aplikaci. Zobrazuje také okno, ve kterém se objevuje vyvíjená aplikace i s dalšími
aktivními aplikacemi systému Android.
Emulátor využívá Android Virtual Device (AVD) konfigurace abychom mohli apli-
kaci snadneˇji modelovat a testovat. AVD umožnˇuje definovat urcˇité hardwarové funkce
napodobovaného telefonu a umožní tak vytvorˇit mnoho konfigurací pro testování ru˚z-
ných Android platforem a hardwarových výbav. Prˇi beˇhu aplikace na emulátoru, mu˚že
tato aplikace využít služby dostupné systému Android, naprˇíklad vyvolat jiné aplikace,
mu˚že prˇistupovat k síti, prˇehrávat videa a zvuky, ukládat nebo cˇíst data, upozornit uži-
vatele (notifikace), meˇnit vzhled telefonu. V emulátoru mu˚žeme také využít konzole k la-
dícím úcˇelu˚m nebo simulovat prˇerušení beˇžící aplikace - prˇijetí SMS zprávy nebo hovoru.
Android emulátor podporuje neˇkolik hardwarových "features", které jsou k dispozici
na mobilních zarˇízeních:
• Procesory ARMv5, ARMv7 nebo x86 CPU (Central Processing Unit)
• 16-bit LCD (Liquid Crystal Display)
• Jednu nebo více klávesnic (klávesnice Qwerty a obdobné Dpad nebo telefonní tla-
cˇítka)
• Zvukový cˇip s vstupními a výstupními funkcemi
• Flash pameˇti (emulované prˇes diskové image soubory na pocˇítacˇi)
• GSM modem vcˇetneˇ simulované SIM (Subscriber Identity Module) karty
• Kamera, využívající webové kamery prˇipojené k pocˇítacˇi
• Senzory jako akcelerometr, používající data na základeˇ údaju˚ z prˇipojeného USB
zarˇízení
Android Studio obsahuje již použitelné emulátory pro NEXUS 4, 7 a 10, NEXUS S,
NEXUS ONE, GALAXY NEXUS a další bezejmenné zarˇízení s ru˚znými druhy rozlišení.
Emulátor lze prˇizpu˚sobit prˇesným požadavku˚m - naprˇíklad verze Android API, velikost
RAM (Random-Access Memory), úložišteˇ a kapacita SD karty, prˇední a zadní kameru.
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Emulátory jsou spolehlivé, ale velmi pomalé i na PC s výkonným hardwarem a není
to problém pouze Android Studia. I z tohoto du˚vodu jsem prˇi vývoji mé aplikace použí-
val zarˇízení prˇímo prˇipojené prˇes USB port. Pocˇátecˇní dlouhá doba nahrávání aplikace do
telefonu (delší než u emulátoru) je vykompenzována rychlým, svižným a zcela nativním
beˇhem.
Obrázek 9: Ukázka emulátoru v Android Studiu
3.7 Ladeˇní aplikace
Jak již bylo zmíneˇno výše, mu˚žeme ladit aplikaci bud’to v emulátoru, nebo využit mo-
bilní zarˇízení prˇipojené prˇes USB port k pocˇítacˇi. Abychom mohli ladit aplikaci v telefonu
(prˇípadneˇ tabletu), musíme nejdrˇíve povolit ladeˇní prˇes USB. U verze Androidu 4.1.x na-
lezneme tuto možnost v sekci Nastavení - Možnosti pro vývojárˇe - Ladeˇní USB.
U androidu 4.2 nebo ve vyšších verzích systému je to nepatrneˇ složiteˇjší. Z bezpecˇ-
nostních du˚vodu˚ je režim ladeˇní USB urcˇen výlucˇneˇ vývojárˇu˚m, protože jeho povolením
se mu˚že méneˇ zkušený uživatel snadno dostat do potíží. Za tímto úcˇelem si u nových
verzí Androidu musíme položku Pro vývojárˇe odemknout. V menu nastavení vybereme
položku Informace o tabletu - Verze jádra. Na tuto položku je potrˇeba 7x poklepat a pak už
stacˇí jen v zprˇístupneˇné nabídce Pro vývojárˇe zaškrtnout možnost Ladeˇní USB.
Dobrou radou je vypnout automatické zhasínání obrazovky beˇhem ladeˇní. V menu
Nastavení - Možnosti pro vývojárˇe zvolíme možnost Nevypínat obrazovku. Pro testování apli-
kací využívající GPS modul je možné povolit funkci Simulované polohy. V internetovém
obchodeˇ GooglePlay nalezneme neˇkolik aplikací (naprˇíklad Fake GPS), které umožnˇují
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zvolit na mapeˇ polohu a tuto polohu bude poté GPS hlásit jako výchozí.
Android Studio umožnˇuje prˇi ladeˇní využít tyto funkce:
• Zobrazení záznamu logu systému
• Volbu zarˇízení, které bude použito pro ladeˇní aplikace
• Nastavit Breakpointy v kódu
• Sledovat promeˇnné a vyhodnocovat výrazy za beˇhu
• Zachytit snímky a videa z aplikace
Režim ladeˇní - jinak taky Debug Mode spustíme v Android Studio kliknutím na De-
bug v paleteˇ funkcí. Zvolíme bud’to prˇipojené mobilní zarˇízení, nebo virtuální zarˇízení
- emulátor. Android Studio otevrˇe nástroj pro ladeˇní, ve kterém jsou zobrazena vlákna
a promeˇnné aplikace v záložce Debugger, stav zarˇízení v záložce Console a záznam logu
systému v záložce Logcat.
Beˇhem ladeˇní máme k dispozici klasické funkce, jaké známe z jiných vývojových pro-
strˇedí pro posun v aplikaci vprˇed, vstup do funkce nebo výstup z funkce, které využívají
Breakpointy. Breakpointy umožnˇují pozastavit beˇh aplikace v prˇíslušném bodeˇ, respek-
tive na zvoleném rˇádku v kódu a prozkoumat tak hodnoty promeˇnných, vyhodnocení
výrazu a dále pokracˇovat rˇádek po rˇádku. Používání breakpointu˚ tedy pomáhá nalézt
chyby, které není snadné najít v kódu.
Android Studio umožnˇuje také výpis log zpráv ze zdrojového kódu. Abychom mohli
využít tuto vlastnost, musíme použít trˇídu Log. Log zprávy pomáhají lépe porozumeˇt
pru˚beˇh vykonávání shromažd’ováním výstupu prˇi interakci s aplikací. Log zprávy také
mohou ukázat cˇást aplikace, která zpu˚sobuje necˇekaný pád. Tyto log zprávy si mu˚žeme
zobrazit v záložce Logcat a jednoduše filtrovat pouze ty, které nás aktuálneˇ zajímají.
Obrázek 10: Debug Mode v Android Studiu
23
3.8 Struktura projektu
Struktura projektu, který byl vytvorˇen v Eclipse je odlišná od projektu založeném v An-
droid Studiu. Každá instance z Android Studia obsahuje projekt s jedním nebo více apli-
kacˇních modulu˚. Každý adresárˇ aplikacˇního modulu obsahuje kompletní zdrojové sou-
bory pro tento modul, vcˇetneˇ src/main a src/androidTest adresárˇu˚, zdroje pro aplikaci v ad-
resárˇi res (naprˇíklad layouty, tedy design obrazovky aplikace), build soubor a soubor
Android Manifest. Nejcˇasteˇjší zmeˇny zdrojových kódu˚ se uskutecˇnˇují v adresárˇi src/main
v každém modulu. Soubor gradle.build slouží pro specifikaci aplikace a adresárˇ src/andro-
idTest slouží pro testování aplikace.
V adresárˇi src/main se nachází adresárˇ java, obsahující další podadresárˇ, ve kterém se
nacházejí už jednotlivé zdrojové kódy aplikace. Je vhodné tyto kódy tématicky a logicky
rozdeˇlit do jednotlivých celku˚ - adresárˇu˚, pro prˇehlednost a rychlou orientaci v projektu.
Programování pro Android má jednu odlišnost a to, že se skládá z Aktivit. V podstateˇ
je doporucˇeno mít pro každou obrazovku aplikace - tedy layout, práveˇ jednu aktivitu.
Jinak se projekt jako u jiných programovacích jazyku˚ deˇlí do trˇíd.
Obrázek 11: Struktura projektu v Android Studiu
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Aktivita je v podstateˇ stavební kámen celého programu, bez kterého by aplikace ne-
šla spustit. Aktivita obstarává témeˇrˇ všechny interakce s uživatelem, vytvárˇí tedy okno,
do kterého mu˚žeme umist’ovat prvky uživatelského rozhraní. Dalo by se tedy rˇíct, že
aktivita je prezencˇní vrstva aplikace. Aktivita musí vždy obsahovat dveˇ metody a to:
• onCreate - metoda, ve které inicializujeme naši aktivitu. Další du˚ležitou funkcí je vo-
lání setContentView s parametrem layoutu, který definuje naše uživatelské rozhraní.
• onPause - metoda, která je zavolána v prˇípadeˇ opušteˇní spušteˇné aktivity. Všechny
zmeˇny provedené uživatelem by meˇly být v tomto okamžiku uloženy (obvykle po-
mocí ContentProvidera).
Obrázek 12: Životní cyklus aktivity
3.9 Android Manifest
Každá aplikace vyvíjená pro Android zarˇízení musí obsahovat soubor AndroidManifest.xml.
Tento soubor obsahuje základní informace o aplikaci pro systém Android, které musí být
dostupné prˇed spušteˇním kódu aplikace. Základní funkce AndroidManifestu:
• Pojmenovává Java balícˇek aplikace. Název tohoto balícˇku je unikátní a slouží tedy
i jako identifikátor aplikace.
• Popisuje komponenty, z kterých se aplikace skládá - aktivity, služby (service), broad-
cast receivers a content providers. Vždy prˇi vytvorˇení nové aktivity nesmíme tedy
zapomenout zaregistrovat danou aktivitu do tohoto souboru. Tyto deklarace zajiš-
t’ují, že systém o teˇchto komponentách ví a urcˇí, za jakých podmínek mohou být
spušteˇny.
• Urcˇuje, které procesy bude aplikace zpracovávat.
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• Deklaruje, které oprávneˇní musí aplikace mít, aby mohla prˇistupovat ke chráneˇné
cˇásti API a komunikovat s jinými aplikacemi.
• Dále deklaruje oprávneˇní, které jsou vyžadována pro interakci s komponenty apli-
kace.
• Uvádí seznam Instrumentation trˇíd, které poskytují profilování a další informace,
které jsou v Android Manifestu pouze beˇhem vyvíjení a testování aplikace.
• Uvádí minimální verzi Android API, která je aplikací vyžadována.


















</ intent− filter >
</ activity >
...




Výpis 1: Ukázka struktury AndroidManifest.xml
Jak lze videˇt z ukázky kódu 1, pro mou aplikaci je potrˇeba neˇkolik povolení ze strany
uživatele, a to pro cˇtení a zápis z kalendárˇe, cˇtení a zápis do externí pameˇti. Je zde vi-
deˇt cesta k obrázku pro ikonu aplikace, název a téma. Další cˇást obsahuje aktivity (pro
prˇehlednost jsem uvedl pouze hlavní). Následující informace definují službu a receiver
používané v mé aplikaci.
26
4 Analýza a návrh aplikace pro mobilní systém Android 4
4.1 Zadání
Cílem práce je vytvorˇit mobilní aplikaci pro podporu procesu˚ specifické profese. Profesí,
kterou se budu dále zabývat je práce taxikárˇe, ale už od zacˇátku návrhu jsem aplikaci plá-
noval tak, aby ji bylo možné lehce prˇevést pro jinou profesi. Nevyhnul jsem se ovšem neˇ-
kterým výpocˇtu˚m, které jsou prˇíznacˇné jen pro urcˇité druhy povolání. Ty lze však snadno
a celkem rychle nahradit jinými.
Cˇinnost taxikárˇe se odehrává v podstateˇ pouze v automobilu, a proto je vhodné, aby
k ní meˇl taxikárˇ snadný prˇístup - využití "chytrého"mobilního telefonu. Slovem chytrého
myslím telefony s novými operacˇními systémy, naprˇíklad Android, iOS nebo Windows
Phone. Jelikož podíl na trhu je v jednoznacˇný prospeˇch Androidu (prˇes 76,6% za cˇtvrté
cˇtvrtletí roku 2014 2) a porˇízení telefonu s tímto OS není nijak teˇžké, navíc není v dnešní
dobeˇ ani drahé, rozhodl jsem se vyvíjet práveˇ pro tuto platformu. Dalším kladem je, že
vyvíjení aplikací pro OS Android je zdarma - již zmíneˇné vývojové prostrˇedí Android
Studio od spolecˇnosti Google je zdarma (platí se pouze registrace úcˇtu do aplikace Goo-
gle Play).
Dalším du˚ležitým aspektem je verze OS Android. Prˇi bližším zkoumání aktuálního
podílu na trhu jsem zjistil, že v podstateˇ nemá velký význam zabývat se vývojem pod
verzi Androidu 4 (tedy 4.0.3), jelikož telefon s verzí pod 4.0.3 používá méneˇ než 7,5% 3
(data z 2 brˇezna 2015) uživatelu˚ tohoto OS.
4.2 Specifikace požadavku˚
Dalším du˚ležitým krokem prˇi vývoji je ujasnit si požadavky, které jsou kladeny na apli-
kaci. Z prˇedchozích odstavcu˚ je jasné, že aplikace bude fungovat na mobilním zarˇízení,
které musí mít každý taxikárˇ prˇi ruce kvu˚li telefonu˚m ze strany zákazníku˚. Dalším du˚le-
žitým faktorem je, aby aplikace fungovala snadno a intuitivneˇ bez veˇtších problému˚.
Základní požadavky:
• Aby si mohl taxikárˇ lépe plánovat aktivity do budoucna, meˇl by výsledný program
spolupracovat s kalendárˇem (nejlépe tedy kalendárˇem na Android telefonu, tedy
Google Calendar).
• Program by meˇl upozornit na práveˇ probíhající procesy uživatele tak, aby na neˇ
mohl snadno a rychle reagovat.
• Aplikace by meˇla obsahovat základní procesy, které profese taxikárˇe obnáší. Tyto
procesy musí být lehce upravitelné a použitelné do budoucna.
• Rovneˇž musí aplikace umeˇt nové procesy vytvárˇet a ukládat do pameˇti.
2Zdroj: http://www.idc.com/prodserv/smartphone-os-market-share.jsp (25. 3. 2015) - Smartphone OS
Market Share, Q4 2014
3Zdroj: https://developer.android.com/about/dashboards/index.html (25. 3. 2015) - Platform Versions
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• Aplikace by meˇla obsahovat základní výpocˇty specifické pro daný obor, které pocˇí-
tají s promeˇnnými rovneˇž du˚ležitými pro danou profesi.
• Promeˇnné, které jsou také uloženy v pameˇti, by meˇly jít editovat a také prˇidávat
nové.
4.3 Model prˇípadu užití
Abychom si prˇesneˇ vymezili funkcˇnosti aplikace, je vhodné vytvorˇit diagram prˇípadu
užití. Tento diagram jsem popsal prˇesneˇji výše. Diagram je vhodný i pro komunikaci se
zákazníkem, prˇípadneˇ pro konzultaci v týmu.
Jednotlivé možnosti užití jsou popsány v zadání této práce. Umožní taxikárˇi lépe plá-
novat jednotlivé procesy a tím ulehcˇit každodenní vykonávání této profese. Aplikace by
meˇla umožnit komplexní organizaci cˇinností a být podporou pro toto povolání.
Obrázek 13: Diagram prˇípadu užití aplikace
Na obrázku 13 je vytvorˇený model prˇípadu užití pro navrhovanou aplikaci. Co se týká
aktéru˚, tak s aplikací by meˇli pracovat pouze uživatelé - taxikárˇi. Jednotlivé prˇípady užití
pokrývají povinné body, které musí aplikace obsahovat.
Uživatel si bude moct prohlédnout již existující procesy, které jsou uloženy v aplikaci
jako výchozí (prˇípad užití UC-001). Tyto a vlastneˇ vytvorˇené procesy (UC-003) mu˚že uži-
vatel libovolneˇ editovat - naprˇíklad zmeˇnu data události (UC-002). Další funkcí, kterou
mu˚že taxikárˇ používat prˇi vytvárˇení nebo editaci procesu˚ je ukládání/editování/mazání
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události v kalendárˇi (UC-009). Vytvorˇené procesy by meˇly jít jednoduše smazat z aplikace
(UC-004).
Další du˚ležitou vlastností aplikace jsou výpocˇty ru˚zných údaju˚ (UC-008), které veˇt-
šinou pocˇítají s promeˇnnými uloženými v aplikaci. Uživatel mu˚že promeˇnné vytvárˇet
(UC-005), modifikovat své nebo již existující promeˇnné (UC-006) a samozrˇejmeˇ také sma-
zat z aplikace (UC-007).
Aplikace by meˇla mít jednoduché nastavení pro synchronizaci s kalendárˇem a dalšími
potrˇebnými údaji pro fungovaní (UC-010).
4.4 Model trˇíd
Pro detailneˇjší návrh aplikace slouží trˇídní diagram. Kvu˚li zprˇehledneˇní v neˇm uvedu
jen nejdu˚ležiteˇjší trˇídy v aplikaci - jádro aplikace, které se skládá o vytvárˇení, modifikaci
a mazání procesu a také o jeho vykreslení. Obrázek 14 zobrazuje tedy neúplný trˇídní di-
agram (vynechal jsem trˇídy, které slouží naprˇíklad pro vkládání informací do kalendárˇe
nebo trˇídy, které se starají o provedení výpocˇtu˚). Rovneˇž jsem zkrátil výpis atributu˚ a
funkcí. V následujících odstavcích popíši funkcˇnosti jednotlivých trˇíd.
4.4.1 Trˇída Event
Aplikace v podstateˇ stojí na dvou základních kamenech a to trˇídeˇ Event a trˇídeˇ Table-
Modul. Trˇída Event uchovává všechny du˚ležité údaje o jednotlivých událostech, naprˇí-
klad jméno, popis, datum zacˇátku a konce události, a další atributy. Podle atributu calen-
darSave se bud’to událost synchronizuje s kalendárˇem, nebo ne. K synchronizaci slouží
položka calendarId, což je jednoznacˇný identifikátor události v rámci daného kalendárˇe.
Abychom uložili stav trˇídy, použijeme druhou zmíneˇnou trˇídu TableModul.
4.4.2 Trˇída TableModul
Trˇída TableModul se stará o nacˇítání a ukládání du˚ležitých informací z/do telefonu. K to-
muto úcˇelu slouží funkce ReadFromFile() respektive SaveAll(boolean allProces), které pra-
cují s objektem typu JSONString. Tato trˇída obsahuje také seznam událostí (ListEvent), do
kterého mu˚žeme prˇi modelování nového procesu prˇidávat nové události, tedy objekty
typu Event. Tento seznam mu˚žeme také modifikovat, tedy upravovat jednotlivé jeho po-
ložky - objekty.
Trˇída TableModulP, tedy TableModul proces pracuje obdobneˇ, ale slouží pouze pro
zobrazení procesu.
4.4.3 Aktivita NewProcesActivity
Prˇi uložení celého námi vytvorˇeného procesu se spustí trˇída - tedy prˇesneˇji aktivita, New-
ProcesActivity, která obsahuje atribut procesName (název celého procesu) a odkaz na ob-
jekt TableModul (ten již obsahuje celý namodelovaný proces). Aktivita NewProcesActivity
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Obrázek 14: Trˇídní diagram - jádro aplikace
obsahuje metody pro spušteˇní jiných aktivit, naprˇíklad funkci NewMainActivity(). Na po-
dobném principu funguje i aktivita DisplayProces
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V diagramu trˇíd zobrazuji i aktivity, které jsem již výše popsal a které jsou v podstateˇ
také trˇídy, bez kterých by aplikace nefungovala.
4.4.4 Aktivita NewEventActivity
Tato aktivita slouží v podstateˇ jako prezencˇní vrstva aplikace prˇi vytvárˇení nové události.
Uživatel zadává všechny potrˇebné údaje pro danou událost:
• název a popis - EditText,
• pocˇátecˇní a konecˇné datum - DatePicker,
• pocˇátecˇní a konecˇný cˇas - TimePicker,
• Checkbox, který rozhoduje o ukládání do kalendárˇe a
• opakování události - Spinner (volby: neopakovat, opakovat denneˇ, týdneˇ nebo meˇ-
sícˇneˇ)
Prˇi ukládání vzniká nový objekt typu Event, který se také vkládá do seznamu objektu˚ -
atribut TableModul. Atribut Cursor slouží pro vkládání dat do kalendárˇe.
4.4.5 Aktivita NewConditionActivity
Aktivita NewConditionActivity slouží obdobneˇ jako prˇedchozí aktivita, ovšem pro vytvá-
rˇení podmínky. Ta posléze slouží pro veˇtvení procesu, proto je nutné správneˇ zvolit, co
se má stát prˇi splneˇní podmínky, respektive nesplneˇní. Aktivita obsahuje tyto povinné
atributy:
• název a popis - EditText
• splneˇna a nesplneˇna podmínka - Spinner
4.4.6 Trˇída ProcesSetAdapter a EventHolder
Další trˇída, která je du˚ležitá pro chod aplikace je trˇída, které deˇdí z AdapterView. Adap-
tér poskytuje prˇístup k datovým položkám, které jsou zobrazeny naprˇíklad ve formeˇ
seznamu (ListView). Adaptér je také zodpoveˇdný za vytvárˇení zobrazení pro každou po-
ložku v souboru dat. V této aplikaci slouží trˇída ProcesSetAdapter pro zobrazení již vytvo-
rˇeného a uloženého procesu - ukazuje tedy prˇehledneˇ jednotlivé události a podmínky.
Využívá prˇi tom statickou trˇídu EventHolder, která definuje jednu samostatnou po-
ložku v ListView. Trˇída EventHolder obsahuje tedy prvky typu TextView pro zobrazení po-
pisu, naprˇíklad název události, ImageView pro znázorneˇní uživatelsky více prˇíveˇtivého
obrázku a Button pro potvrzení podmínky.
Trˇídy typu ProcesSetAdapter, obsahuje aplikace celkem trˇi. Trˇída DisplayAdapter slouží
pro zobrazení seznamu uložených procesu˚, trˇída ProcesAdapter zase pro zobrazení jed-
noho práveˇ vytvárˇeného procesu - tedy jednotlivé události nebo podmínky.
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Obrázek 15: ListView nadefinovaný pomocí vlastního adaptéru
4.4.7 Trˇída Proces a DisplayProcesActivity
Trˇída DisplayProcesActivity slouží pro prohlížení v seznamu všech procesu˚, z kterého si
uživatel mu˚že libovolneˇ vybrat. Trˇída obsahuje metodu showPopup(View v), která umož-
nˇuje prˇi dlouhém stisku vybrat položku z popup menu. Dále mimo jiné obsahuje odkaz
na objekt trˇídy Proces.
Trˇída Proces si udržuje seznam procesu˚, pole jmen jednotlivých procesu˚ a odkaz na
objekt typu TableModulP. Dále pomocí funkce Delete(String nameP) mu˚že mazat procesy
z pameˇti. Procedura getListEvent(int id) slouží pro vrácení seznamu události pro daný
proces dle jedinecˇného identifikátoru id.
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4.4.8 Trˇída MyCalendar
Tato trˇída, jak již její název napovídá, slouží pro synchronizaci s Google kalendárˇem.
Obsahuje metody Insert() pro vkládání nové události, Update() pro její editaci a Delete()
pro mazání 4.
4.4.9 Trˇída Variable, VariableValue, ChangeEditVariableActivity a EditVariableActi-
vity
Tyto trˇídy obsahuje balícˇek EditVariable a slouží pro úpravu stávajících nebo prˇidání no-
vých promeˇnných. Trˇída Variable obsahuje základní informace o promeˇnné a to jedinecˇné
identifikacˇní cˇíslo id, název, starou a novou hodnotu a metody pro prˇístup k teˇmto úda-
ju˚m. Trˇída VariableValue se stará o práci s promeˇnnými (naprˇíklad nacˇítání a ukládání
z/do pameˇti, vkládání nových a jiné). Aktivitu ChangeEditVariableActivity využívá uživa-
tel, když chce neˇkterou z již uložených promeˇnných zmeˇnit, vložit novou nebo smazat.
Zobrazí tedy seznam všech promeˇnných. Aktivita EditVariableActivity pak slouží pro sa-
motnou editaci promeˇnných (zobrazí uživateli starou hodnotu, která bude nahrazena
noveˇ zadanou) 5.
4.5 Sekvencˇní diagram
Dalším du˚ležitým diagramem pro zobrazení interakcí mezi jednotlivými objekty a lep-
ším pochopením fungování aplikace slouží sekvencˇní diagram. Prˇípadem, který stojí za
du˚kladneˇjší objasneˇní je vytvárˇení nového procesu (pro uprˇesneˇní se jedná o prˇípad užití
UC-003 z obrázku 13).
Na obrázku 16 je znázorneˇna komunikace mezi jednotlivými trˇídami a objekty prˇi vy-
tvárˇení nového procesu. Prˇi vytvárˇení nového procesu se uživateli nejdrˇíve zobrazí ak-
tivita NewProces, která postupneˇ zobrazuje vykonané kroky - tedy jednotlivé události a
podmínky v seznamu (ListView). Nyní si mu˚že uživatel vybrat, zda vloží novou událost
nebo podmínku. V každém prˇípadeˇ se uživateli zobrazí nová aktivita ve formeˇ formu-
lárˇe, do kterého postupneˇ vyplnˇuje údaje. Prˇi volbeˇ nové události má uživatel možnost
zvolit si, zda se daná událost bude ukládat do kalendárˇe. Když uživatel vloží novou pod-
mínku, vybírá cestu, kam bude proces pokracˇovat prˇi splneˇní cˇi nesplneˇní podmínky.
Jakmile uživatel daný formulárˇ potvrdí, uloží se událost, respektive podmínka do ob-
jektu trˇídy TableModul. Tato trˇída se následneˇ postará o uložení namodelovaného pro-
cesu na SD kartu mobilního zarˇízení a poté vrátí uložený objekt aktiviteˇ NewProces, která
se postará o vykreslení. Tento proces se cyklicky opakuje, dokud uživatel prˇidává nové
objekty. Po uložení procesu je uživatel prˇesunut do hlavní nabídky aplikace.
Podobný postup nastává prˇi modifikaci procesu. Rozdíl je pouze v tom, že celý pro-
ces je nejdrˇíve nacˇten z SD karty. Následneˇ jej mu˚že uživatel libovolneˇ modifikovat a
4Trˇída MyCalendar není pro prˇehlednost uvedena v trˇídním diagramu.
5Trˇídy Variable, VariableValue, ChangeEditVariableActivity a EditVariableActivity nejsou pro prˇehled-
nost uvedeny v trˇídním diagramu.
33
Obrázek 16: Sekvencˇní diagram - vytvorˇení nového procesu
také prˇidávat nové událost nebo podmínky. Volbou uložit se upravený proces nahraje na
pameˇt’ovou kartu telefonu.
4.6 Vývojový diagram
Tímto diagramem jsem se v aplikaci pokusil modelovaný proces co nejlépe zachytit tak,
aby se uživatel rychle a správneˇ zorientoval. Myslím si, že u mobilní aplikace by práveˇ
modelování procesu˚ meˇlo být co možná nejsnazší, protože ve veˇtšineˇ prˇípadu˚ se budou
modelovat jednoduché procesy, které lze práveˇ vývojovým diagramem snadno zachytit.
Dalším du˚vodem je interpretace na "malém"displeji mobilního zarˇízení, která by meˇla
být prˇehledná. Na obrázku 17 je znázorneˇn, jak modelovaný proces vypadá (obrázek
vpravo) a jak vypadá namodelovaný proces v telefonu pomocí ListView (obrázek vlevo).
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Obrázek 17: Vývojový diagram - vpravo schéma diagramu vytvorˇeného pomocí aplikace
- obrázek vlevo
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5 Tvorba mobilní aplikace na základeˇ návrhu
Jelikož mám již vytvorˇený detailní návrh aplikace, který je popsaný v kapitole výše, mu˚že
zacˇít samotná tvorba. Ze specifikace požadavku˚ a diagramu prˇípadu užiti na obrázku 13
vyplývá neˇkolik du˚ležitých informací. Je jasné, že budeme využívat Google kalendárˇ.
Další du˚ležitou funkcí aplikace musí být urcˇiteˇ ukládání do pameˇti v takové formeˇ, aby
bylo jednoduché nacˇítat data zpeˇt. Aplikace by meˇla uživatele neˇjakým zpu˚sobem upo-
zornit na zmeˇny, zde využijeme notifikace. Další du˚ležitou vlastností je pocˇítání výpocˇtu˚
pracující s promeˇnnými, které si mu˚že uživatel upravovat.
5.1 Synchronizace s Google kalendárˇem
Aplikace sice umožnˇuje namodelovat nový proces, ale uživatel by meˇl mít také mož-
nost zobrazit si informace prˇehledneˇ, nejlépe v již existujícím a uživatelsky známém pro-
gramu - Google kalendárˇi. Tato aplikace zobrazuje kalendárˇ po dnech, týdnech a meˇsí-
cích a také agendu - tedy strucˇný prˇehled událostí v kalendárˇi. Navíc veˇtšina uživatelu˚ se
systémem Android má tuto aplikaci již nainstalovanou defaultneˇ. Práveˇ z teˇchto du˚vodu˚
jsem zvolil synchronizaci s touto aplikací.
Práce s kalendárˇem od spolecˇnosti Google je velice snadná a dobrˇe zdokumentována
vývojárˇi 6. Využívá se trˇídy Calendar Provider, která slouží jako úložišteˇ pro události od
daného uživatele. Calendar Provider API umožnˇuje provádeˇt dotazy a základní operace
s událostmi a upomínkami (vkládání, úpravu a mazání).
Abychom mohli využívat služeb kalendárˇe, to znamená cˇíst nebo zapisovat data, mu-
síme nejdrˇíve povolit oprávneˇní pro tyto operace v souboru AndroidManifest, jak lze videˇt








Výpis 2: Povolení pro cˇtení a zápis z/do kalendárˇe v AndroidManifest.xml
Calendar Provider využívá k získání dat Content Provider (ukládá a zprˇístupnˇuje data
aplikacím ve formeˇ tabulek, kde každý rˇádek je jeden záznam a každý sloupec jsou data
urcˇitého typu a významu). Skrze Calendar Provider API mohou aplikace získat prˇístup pro
cˇtení nebo zápis do databázových tabulek, které ukládají data od uživatele v kalendárˇi.
Každý Content Provider zprˇístupní verˇejnou URI (zabalenou jako Uri objekt), který
jednoznacˇneˇ identifikuje sadu dat. Calendar Provider definuje konstanty pro URI, které od-
6Dokumentace je dostupná na internetových stránkách http://developer.android.com/guide/topics/
providers/calendar-provider.html (2. 4. 2015)
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povídají každé ze svých trˇíd (tabulek). Tyto URI mají formát <class>.CONTENT_URI
(naprˇíklad Events.CONTENT_URI).
Pro dotaz, který hledá kalendárˇe, musíme zvolit ACCOUNT_NAME, ACCOUNT_TYPE
a OWNER_ACCOUNT. V ukázce kódu 3 vracejí statické metody getNameEmail() a getTy-
peEmail() email a typ emailu uložených v nastavení pomocí trˇídy SaveEmail. Dotaz vrátí
objekt typu Cursor, který mu˚žeme použít k procházení výsledku˚ vrácených z dotazu da-
tabáze.
...
Uri uri = CalendarContract.Calendars.CONTENT_URI;
String selection = " (( " + CalendarContract.Calendars.ACCOUNT_NAME + " = ?) AND ("
+ CalendarContract.Calendars.ACCOUNT_TYPE + " = ?) AND ("
+ CalendarContract.Calendars.OWNER_ACCOUNT + " = ?))";
String [] selectionArgs = new String[] {SaveEmail.getNameEmail(), SaveEmail.getTypeEmail(),
SaveEmail.getNameEmail()};
cur = cr .query(uri , EVENT_PROJECTION, selection, selectionArgs, null);
...
Výpis 3: Ukázka synchronizace s kalendárˇem prˇes email a typ uživatele.
Poté se už jednoduše vloží potrˇebné údaje pomocí ContentValues do kalendárˇe prˇes
vytvorˇené URI. Nakonec vracíme hodnotu eventID, tedy identifikacˇní cˇíslo práveˇ vytvo-
rˇené události v kalendárˇi, prˇes které mu˚žeme tuto událost upravovat nebo ji zcela sma-
zat. Ukázka kódu 4 popisuje funkci Insert v trˇídeˇ MyCalendar, obdobneˇ pracuje i funkce
Update s parametrem ID události.
...
startMillis = startDate.getTimeInMillis () ;
endMillis = endDate.getTimeInMillis();
ContentResolver contentResolver = context.getContentResolver();





Uri uri = contentResolver.insert(CalendarContract.Events.CONTENT_URI, values);
long eventID = Long.parseLong(uri.getLastPathSegment());
return ( int )eventID;
...
Výpis 4: Funkce Insert (trˇída MyCalendar).
5.2 Ukládání na SD kartu ve formátu JSON
Du˚ležitou funkcí pro opakované používání aplikace je nepochybneˇ ukládání, at’ už no-
vých nebo upravených procesu˚ a promeˇnných. Jelikož by aplikace mohla být dále rozši-
rˇitelná a uložená data by mohla být prˇístupná i pro jiné aplikace, rozhodl jsem se ukládat
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data na SD kartu v mobilním zarˇízení.
Prˇi využívání možností zapisovat/cˇíst data z externího úložišteˇ je potrˇeba požádat o po-
volení WRITE_EXTERNAL_STORAGE respektive READ_EXTERNAL_STORAGE v Android
Manifestu podobneˇ jako prˇi práci s kalendárˇem 2. Vždy prˇi ukládání nebo cˇtení dat z SD
karty zjišt’uji stav prˇipojení SD karty v zarˇízení, jak lze videˇt v ukázce kódu 5. Metoda
WriteToFile prˇijímá jediný parametr typu String, který obsahuje rˇeteˇzec naformátovaný
pomocí JSON.
public void WriteToFile(String listJSONString){
String state = Environment.getExternalStorageState();
if (Environment.MEDIA_MOUNTED.equals(state)){
File sdCard = Environment.getExternalStorageDirectory();
...
File file = new File(dirIn , "variables . txt " ) ;
try{
FileWriter fw = new FileWriter( file ) ;









Výpis 5: Metoda WritToFile.
5.2.1 JSON
Pro vkládání údaju˚ na SD kartu zarˇízení jsem si zvolil uložení ve formátu JSON. JSON (Ja-
vaScript Object Notation) je zpu˚sob objektového zápisu dat urcˇených pro prˇenos. JSON
je textový formát a proto je lidsky dobrˇe cˇitelný, lze jednoduše parsrovat a generovat a je
nezávislý na platformeˇ. Tyto vlastnosti deˇlají z JSON ideální jazyk pro výmeˇnu dat. Vstu-
pem je libovolná datová struktura a výstupem je vždy textový rˇeteˇzec. JSON je postaven
na dvou strukturách:
• Kolekce páru˚ název/hodnota. V ru˚zných jazycích je toto realizováno jako objekt,
záznam, struktura, slovník a jiné.
• Serˇazený seznam hodnot. Ve veˇtšineˇ jazyku˚ to je realizováno jako pole, vektor, se-
znam nebo sekvence.
Jedná se o univerzální datové struktury. V podstateˇ všechny moderní programovací
jazyky podporují práci s JSON. Struktura formátu JSON: objekt tvorˇí neusporˇádané dvo-
jice název/hodnota. Objekt zacˇíná { a koncˇí }. Každý název je následovaný : a páry
název/hodnota jsou oddeˇleny , (cˇárkou). Pole je setrˇídeˇná kolekce hodnot. Pole zacˇíná [
a koncˇí ]. Hodnoty jsou také oddeˇleny , (cˇárkou). Hodnota mu˚že být rˇeteˇzec v dvojitých
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uvozovkách, cˇíslo, true, false, null, objekt nebo pole. Struktury mohou být zanorˇené a to
umožnˇuje velké možnosti.
...
JSONArray list = new JSONArray();
JSONObject objectToSave = new JSONObject();
try{
for( int i = 0; i < ListVariable .size () ; i++){
JSONObject obj = new JSONObject();
obj.put(" id" , ListVariable .get( i ) .getId () ) ;
obj.put("name", ListVariable.get( i ) .getName());
obj.put("oldValue", ListVariable .get( i ) .getOldValue());
obj.put("newValue", ListVariable.get( i ) .getNewValue());
list .put(obj) ;
}





String listJSONString = objectToSave.toString();
...
Výpis 6: Ukládání dat do objektu JSON.
Ve výpisu kódu 6 nejprve vytvárˇím list typu JSONArray, do kterého postupneˇ vklá-
dám objekty typu JSONObject. Tento objekt vzniká uvnitrˇ cyklu, který postupneˇ prochází
všechny promeˇnné, a plní se jednotlivými daty (id, jméno, stará a nová hodnota) práveˇ
prohlíženou promeˇnnou. Výsledek lze videˇt v ukázce 7.
{ "nameJSON":"Variable",
"variables" : [
{ " id":0 , "newValue":32.2,"oldValue":35.2,"name":"benzin"},
{ " id":1 , "newValue":29.6,"oldValue":30.2,"name":"nafta"}
]
}
Výpis 7: Uložené informace ve formátu JSON.
5.3 Práce s notifikacemi
Nespornou výhodou prˇi práci s aplikací budou pro uživatele upozorneˇní v podobneˇ no-
tifikací. Tato prˇipomenutí budou zobrazovat zacˇátek práveˇ probíhající události a umož-
nˇovat uživateli na neˇ reagovat i prˇi vypnuté aplikaci.
5.3.1 Notifikace
Notifikace je zpráva, která se uživateli mu˚že zobrazit, aniž by práveˇ používal aplikaci,
která ji vyvolala. Když se notifikace vyvolá, zobrazí se v oznamovací ("notifikacˇní") ob-
lasti (obrázek 18).
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Obrázek 18: Oblast notifikací
Abychom mohli videˇt detaily oznámení, musí uživatel srolovat tuto oznamovací lištu
(obrázek 19). Obvykle se prˇi kliknutí na tuto notifikaci uživatel prˇesune do aplikace.
Obrázek 19: Jednotlivé notifikace v notifikacˇní lišteˇ
5.3.2 Broadcast Receiver
Abychom mohli používat notifikace, musíme využít služeb Broadcast Receivera. Broad-
cast Receiver je prvek systému Android, který nám umožní zaregistrovat se k systému.
Všechny zaregistrované prˇijímacˇe Receivers pro neˇjakou událost jsou oznámeny andro-
idu za beˇhu, jakmile je tato událost vyvolána. Naprˇíklad registrování systémové události
ACTION_BOOT_COMPLETED, která je spušteˇna jednou prˇi dokoncˇení "bootování"systému.
Vytvárˇená trˇída pro implementaci prˇijímacˇe musí rozširˇovat trˇídu BroadcastReceiver. V prˇí-
padeˇ, že nastane událost, kterou má prˇijímacˇ zaregistrovanou, dojde ke spušteˇní metody
onReceive, která je volána naprˇícˇ systémem.
40
5.3.3 Použití
Prˇi první implementaci jsem využil služeb poskytující trˇídou Service. Tato služba beˇží ne-
ustále na pozadí a proto mu˚že vyvolat notifikace a zárovenˇ provádeˇt další cˇinnost. Setkal
jsem se ovšem s náhlými pády aplikace, které je teˇžké ladit a tak nalézt problém. Nakonec
jsem od využívání služeb upustil, protože k používání notifikací nejsou nezbytneˇ nutné.
Pro možnost spustit danou notifikaci v uživateli zvoleném cˇase jsem využil AlarmMa-
nager. Tato trˇída poskytuje prˇístup k systémovým "alarm services". Prˇi spušteˇní alarmu
je vyvolán Intent, který je registrovaný a dojde k automatickému spušteˇní cílové apli-
kace. Pro využívání služeb AlarmManager musíme v Android Manifestu požádat o povo-
lení WAKE_LOCK. V ukázce kódu 8 je zobrazena metoda onReceive ve trˇídeˇ MyReceiver,
která deˇdí z trˇídy BroadcastReceiver. Uvnitrˇ metody se pomocí Intentu získají parametry
(jméno, popis a identifikacˇní cˇíslo) a dojde k vytvorˇení notifikace a následnému zobra-
zení.
...
String name = intent.getStringExtra("name");
String description = intent .getStringExtra("description") ;
int id = intent . getIntExtra (" id" , 1);
Intent i = new Intent(context, MainActivity .class);
PendingIntent pendingIntent = PendingIntent.getActivity (context, 0, i , PendingIntent.
FLAG_UPDATE_CURRENT);
Notification notification = NotifyUtils . createNotification (context, name, description,
pendingIntent);
NotifyUtils .showNotification(context, notification , id ) ;
...
Výpis 8: Metoda onReceive.
5.4 Modelování nového procesu
Princip modelování nového procesu je detailneˇ popsán v kapitole 4.5 Sekvencˇní diagram
a na sekvencˇním diagramu 16. Funkcí, která zvyšuje uživatelský komfort je bezpochyby
repeatingWeek v ukázce 9.
...
Calendar firstDay = Calendar.getInstance();
firstDay .set(startYear , startMonth, startDay, startHour, startMinute) ;
Calendar secondDay = Calendar.getInstance();
secondDay.set(endYearRepeating, endMonthRepeating, endDayRepeating, endHour, endMinute);
int countDays = (int)((secondDay.getTimeInMillis() − firstDay.getTimeInMillis () ) /
(1000∗60∗60∗24));
if (countDays < 6){










MyCalendar myCalendar = new MyCalendar();




Výpis 9: Metoda repeatingWeek.
Tato funkce slouží pro opakující se události každý týden (implementovány jsou rov-
neˇž funkce repeatingMonth pro opakování co meˇsíc a repeatingDay pro opakování každý
den). Funkce odecˇte dveˇ data (konecˇné a pocˇátecˇní zadané datum) a vydeˇlí pocˇtem mi-
lisekund za jeden den. Pokud je výsledný pocˇet dní menší než 6, zobrazí se uživateli
zpráva o špatneˇ zadané hodnoteˇ. V opacˇném prˇípadeˇ se v cyklu projdou jednotlivé týdny
a vytvorˇí se k nim patrˇicˇné události. Tato funkce je vhodná naprˇíklad pro vyrˇizování kaž-
dodenních úkonu˚ nebo prˇi meˇsícˇních kontrolách stavu vozidla.
5.5 CalculateActivity
Nezanedbatelnou funkcí aplikace jsou ru˚zné výpocˇty, které usnadní uživateli každo-
denní cˇinnosti. Konkrétneˇ u profese taxikárˇe jsem implementoval výpocˇty pro spotrˇebu
paliva, náklady vozidla na kilometr, výpocˇet zisku a výpocˇet platu. Tyto výpocˇty pra-
cují s uloženými promeˇnnými, které lze meˇnit a tím ovlivnˇovat výsledky výpocˇtu˚. Kdy-
bychom chteˇli aplikaci použít pro jinou profesi, v podstateˇ by stacˇilo vymeˇnit pouze tuto
cˇást, která je specifická pro danou profesi.
case 3:
try{
double startKM = Double.parseDouble(editTxtValue1.getText().toString());
...
double totalKM = endKM − startKM;
if (totalKM > 0 && countLitres > 0){
double average = (countLitres/totalKM) ∗ 100;
double result = (countLitres /totalKM) ∗ costValue;
double resultMoney = money − (result ∗ totalKM);
txtViewResult.setText(String .format("Prumerna spotreba: %.2f litru/100km. \n" +
"Naklady: %.2f kc/km. \n" +








Výpis 10: Cˇást výpocˇetní metody - výpocˇet pru˚meˇrné spotrˇeby.
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Jelikož je teˇchto výpocˇtu˚ více a liší se popisem vstupních prvku˚ a pru˚beˇhu výpocˇtu˚,
rozhodl jsem se tyto výpocˇty implementovat do jediné aktivity. V této aktiviteˇ vždy zob-
razuji nebo skrývám jednotlivé položky specifické pro daný výpocˇet. Poté již následuje
samotný výpocˇet - kontrola zadaných údaju˚, výpocˇet a zaokrouhlení pro uživatele snad-
neˇjší cˇtení, jak lze videˇt v ukázce 10.
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6 Záveˇr
Cílem této bakalárˇské práce bylo vytvorˇení mobilní aplikace pro podporu procesu˚ speci-
fické profese, a to taxikárˇe. Aby bylo možné takovouto aplikaci vytvorˇit tak, aby splnˇo-
vala požadavky pro tuto charakteristickou profesi, bylo potrˇeba provést detailní analýzu
a návrh aplikace. Beˇhem analýzy jsem specifikoval požadavky, které by meˇla aplikace
splnˇovat a tím ulehcˇit plánování a rˇízení cˇinnosti taxikárˇe. Mezi tyto požadavky patrˇí
mimo jiné využívání již namodelovaných procesu˚, vytvárˇení vlastních procesu˚, využí-
vání synchronizace s kalendárˇem, využívání notifikací, použití výpocˇtu˚ a editace pro-
meˇnných. Po du˚kladné analýze následoval detailní návrh aplikace, který obsahoval di-
agram trˇíd nutných k základní funkci aplikace. Poté jsem vytvorˇil sekvencˇní diagram,
který ukazuje, jak probíhá modelování nového procesu z pohledu objektu˚.
Po du˚kladné analýze a návrhu jsem zacˇal prˇemýšlet nad platformou, pod kterou bude
aplikace fungovat. Zhodnotil jsem tedy situaci na trhu, prˇi které jsem zjistil, že veˇtšina
chytrých mobilních telefonu˚ využívá systém Android a drtivá veˇtšina verzi 4+. Navíc
je vyvíjení pro tuto platformu zdarma, kromeˇ registracˇního poplatku do Google Play.
Rozhodl jsem se tedy vyvíjet aplikaci pro systém Android. Dalším otazníkem bylo roz-
hodnutí prˇi výbeˇru vývojového prostrˇedí. Zvolil jsem IDE Android Studio, které je dnes
již bráno jako standard, a které umožnˇuje snadnou instalaci a intuitivní režim tvorby
aplikací.
Jelikož jsem meˇl návrh aplikace hotový a vybraný systém, pro který budu vyvíjet, ná-
sledovala samotná implementace. Postupoval jsem podle návrhu a zacˇal podle trˇídního
diagramu. Prˇi vývoji pro systém Android jsem postupneˇ narazil na neˇkolik odlišností,
mezi které patrˇí trˇída Activity a soubor AndroidManifest. Na další jsem postupneˇ prˇi-
cházel prˇi vývoji, naprˇíklad využívání služeb poskytujících prˇístup ke kalendárˇi prˇes Ca-
lendar Provider, ukládání namodelovaného procesu na externí zarˇízení ve formátu JSON.
Du˚ležitou funkcˇností byla také možnost upozornit uživatele na práveˇ probíhající událost
formou notifikace, kde bylo zapotrˇebí využít služeb Broadcast Receiver a Alarm Ma-
nager, který zobrazí notifikaci ve správný cˇas. V neposlední rˇadeˇ jsem vytvorˇil základní
výpocˇty, du˚ležité pro tuto profesi pracující s promeˇnnými, které lze libovolneˇ upravovat
cˇi vytvárˇet.
Dalším bodem této práce bylo také seznámit cˇtenárˇe s úvodem do procesního rˇízení.
Tuto kapitolu jsem vytvárˇel s du˚razem na jazyk UML, který jsem používal prˇi návrhu
aplikace. Využil jsem ru˚zné typy diagramu˚, naprˇíklad trˇídní, vývojový, sekvencˇní, dia-
gram prˇípadu užití a další, které jsem v této cˇásti detailneˇ popsal a vysveˇtlil jejich vý-
znam.
Soucˇástí bakalárˇské práce bylo také vytvorˇit uživatelskou prˇírucˇku, která detailneˇ a
prˇehledneˇ ukazuje základní funkce aplikace. Prˇírucˇka by se pozdeˇji mohla stát soucˇástí
aplikace v podobeˇ nápoveˇdy. Aplikaci jsem vytvárˇel s ohledem na to, aby jí bylo snadné
použít i pro jiné profese než taxikárˇe. To se mi vcelku podarˇilo. Jediné co nelze uplatnit
pro jiné povolání jsou výpocˇty, které jsou charakteristické práveˇ pro tuto profesi. Také
jsem se snažil vytvorˇit aplikaci s možností jejího dalšího rozvoje, kde prˇedevším využití
formátu JSON pro ukládání nových procesu˚ by rozvoj mohlo velmi usnadnit. Jelikož
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jsem splnil urcˇené požadavky prˇi analýze a implementoval jsem funkce du˚ležité pro tuto
profesi, byl cíl této bakalárˇské práce splneˇn.
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A CD s aplikací
Prˇiložené CD obsahuje:
• vytvorˇenou aplikaci (instalacˇní soubor s prˇíponou .apk)
• zdrojové kódy aplikace
• Uživatelskou prˇírucˇku, která by meˇla vysveˇtlit základní funkce vytvorˇené aplikace.




B.1 Hlavní menu, nastavení
Poté, co si uživatel stáhne aplikaci Proces Manager do svého mobilního telefonu (postup
instalace a stažení je stejný jako u jiných aplikací (obrázek 20 vlevo) 7 ), zobrazí se hlavní
menu programu (obrázek 20 uprostrˇed) 8. Abychom mohli využívat synchronizaci s apli-
kací Google kalendárˇ, musíme nejdrˇíve vyplnit email a typ emailu, který se váže k našemu
úcˇtu. Tyto informace vyplníme v sekci nastavení (obrázek 20 vpravo). Jestliže nechceme,
aby nás aplikace upozornˇovala na práveˇ probíhající události, stacˇí odkliknout možnost
povolit notifikace a kliknout na tlacˇítko pro uložení.
Obrázek 20: Instalace, hlavní nabídka a nastavení
B.2 Nový proces
Pokud si chceme namodelovat vlastní proces, zvolíme možnost Nový proces z hlavního
menu. Zobrazí se nám prozatím prázdná obrazovka s trˇemi tlacˇítky a to Událost, Pod-
mínka a Uložit (obrázek 21 vlevo). Pro vložení nové událost stacˇí kliknout na tlacˇítko
Událost. Aplikace nás prˇesune do formulárˇe (obrázek 21 uprostrˇed), kde jednotlivé po-
pisky napovídají, které data máme kam vložit. Vyplníme název a popis události. Po klik-
nutí na vložit pocˇátecˇní/konecˇné datum nebo vložit pocˇátecˇní/konecˇný cˇas se nám zobrazí di-
alogové okno pro vložení prˇíslušné hodnoty (obrázek 21 vpravo). Jestliže chceme, aby
7Aplikace je zatím nedostupná prˇes internetový obchod Google Play.
8V aplikaci byly použity ikony zdarma ke stažení (http://www.flaticon.com/)
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nás aplikace upozornˇovala celý den na probíhající událost, zatrhneme možnost Celý den.
Pro uložení události do kalendárˇe zvolíme Uložit do kalendárˇe. Pokud potrˇebujeme danou
událost opakovat (naprˇíklad co týden) vyplníme Opakování události. Máme na výbeˇr opa-
kovat denneˇ, týdneˇ nebo meˇsícˇneˇ. Nakonec námi vytvorˇenou událost uložíme a aplikace
nás prˇesune zpátky do okna Nového procesu, tentokrát již s vytvorˇenou událostí (obrázek
22 vlevo).
Obrázek 21: Nový proces, vytvorˇení události
Pro vytvorˇení podmínky klikneme na tlacˇítko Podmínka z obrazovky nového procesu.
Prˇesuneme se do formulárˇe pro novou podmínku (obrázek 22 uprostrˇed) a vyplníme Ná-
zev a Popis podmínky. Dále u podmínky zvolíme, kam se má postupovat v prˇípadeˇ splneˇní
respektive nesplneˇní podmínky. Aplikace nám sama nabídne již vytvorˇené události nebo
podmínky, které máme na výbeˇr. Po uložení podmínky se dostaneme opeˇt do okna pro
Nový proces (obrázek 22 vpravo). Tento proces opakujeme tak dlouho, dokud nejsme spo-
kojeni s naším procesem. Poté stiskneme tlacˇítko Uložit (pro uložení celého procesu) a
vyplníme název procesu.
Na obrázku 23 vlevo lze videˇt, jak se událost vytvorˇená v prˇedchozím kroku zobra-
zila v kalendárˇi a jak na tuto událost upozornila aplikace pomocí notifikace (obrázek 23
uprostrˇed a vpravo).
B.3 Procesy
Pokud se chceme podívat, upravit nebo smazat již vytvorˇený proces, vybereme možnost
Procesy z hlavní nabídky. Dostaneme se tak do náhledu všech existujících procesu˚ (obrá-
zek 24 vpravo). Prˇi delším stisknutí prstu na vybraném procesu se nám zobrazí podna-
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Obrázek 22: Nový proces, vytvorˇení podmínky
Obrázek 23: Vytvorˇená událost v kalendárˇi, notifikace upozornˇující na práveˇ probíhanou
událost
bídka pro otevrˇení nebo smazaní procesu. Prˇi otevrˇení se dostaneme do módu pro editaci
procesu (obrázek 24 vlevo). Kliknutím na neˇjako položku se dostaneme opeˇt do formu-
lárˇe pro událost respektive podmínku (obrázek 21 uprostrˇed a 22 uprostrˇed). Po úpraveˇ
hodnot zvolíme uložit (podmínku, událost) a také proces. Bíle ohranicˇená položka znacˇí
událost, která se zatím nekonala.
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Obrázek 24: Prˇehled všech procesu˚ a režim editace vybraného procesu
B.4 Kalkulacˇka
Mezi du˚ležité a užitecˇné funkce patrˇí také Kalkulacˇka. Kalkulacˇka umožnˇuje výbeˇr z prˇe-
dem nadefinovaných výpocˇtu˚, které pracují s promeˇnnými. Pro tuto funkci zvolíme mož-
nost Kalkulacˇka z hlavní nabídky. Poté nám aplikace nabídne výbeˇr z neˇkolika výpocˇtu˚
(obrázek 25 vlevo), z kterých si jeden zvolíme. Tímto krokem se dostaneme do formulárˇe
pro samotný výpocˇet (naprˇíklad obrázek 25 vpravo pro výpocˇet pru˚meˇrné spotrˇeby a ná-
kladu˚). Po vyplneˇní a vybrání všech potrˇebných údaju˚ nám aplikace prˇehledneˇ zobrazí
požadované výsledky. V ukázkovém prˇíkladu na obrázku 25 vpravo vybíráme Typ paliva
jako prˇedem nadefinovanou promeˇnnou, kterou lze upravit.
B.5 Editace promeˇnných
Další du˚ležitou vlastností aplikace je možnost vytvorˇení vlastních promeˇnných nebo edi-
tace již existujících, které se následneˇ používají pro výpocˇty. K této funkci se dostaneme
prˇes výbeˇr Editovat promeˇnné z hlavního menu. Následneˇ se nám zobrazí obrazovka pro
výbeˇr již existující promeˇnné (obrázek 26 vlevo). Pokud chceme vytvorˇit vlastní promeˇn-
nou, klikneme na Vytvorˇit a tím se prˇesuneme k tvorbeˇ vlastní promeˇnné (obrázek 26
vpravo). Vypíšeme Název a Hodnotu promeˇnné a potvrdíme tlacˇítkem Uložit. Pro editaci
promeˇnné vypadá obrazovka podobneˇ jen s tím rozdílem, že zapisujeme jen novou hod-
notu promeˇnné.
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Obrázek 25: Obrazovka pro výbeˇr výpocˇtu a formulárˇ pro zvolený výpocˇet
Obrázek 26: Obrazovka pro vytvárˇení, úpravu a mazání promeˇnné, formulárˇ pro vložení
nové promeˇnné
