Nowadays the use of mobile code is widespread throughout computing scenes, from intra-net applications in corporation to migrating code in active network to dynamic content in the world-wide web to telephony applications [20, 26, 32, 33] . One of the principal benefits of mobile code (as found in Java and CLR) is to allow extensibility [9, 31] , where a piece of code migrates from a source node to a target node and gets linked to the run-time environment of the target, to serve its purposes. Such extensibility leads to rich repertoire of new functionalities, including dynamic, tightly-coupled use of remote computational resources not restricted by network bandwidth/latency, multi-media applications where real-time interaction with resources are essential, and incremental software/service addition/update. This open characteristic of mobile computation poses a new challenge in software safety: the infrastructure is required to manage security mechanisms by which pieces of code with different origins and functionalities, embodying different principals, can safely interact in the presence of mobility and dynamic linkage. This research proposal develops basic technologies to solve these security issues concerning mobile programs using well-defined mathematical models, namely typed mobile processes, and applies them to developing programming language disciplines. In the following, we first discuss the main issues this project tries to solve and how the project will achieve its aims.
Security Issues on Mobile Computation
Let us assume a simple e-commerce mobile agent, acting as a customer, which moves through different sites on the Internet in order to perform commercial transactions. The agent may be equipped with a buying list and orders on behalf of its owner as its script (program) and perform complex interactions with virtual shops. It may also change its behaviour depending on, e.g. prices of goods. Then there are three major issues arising during the interaction between agents (clients) and shops (hosts).
the agent may jeopardise the integrity of the host; for example, the agent may delete or modify sensitive information such as the sales account of the shop. the agent may violate the privacy, or the secrecy of the host; for example, the agent may transfer credit card numbers stored at the host to the public channels.
the agent may interfere with the availability, or the liveness [28] of services; for example, after an initial interaction, the agent may not return the acknowledgement, entering into an infinite loop. Then the host cannot proceed further (this is one form of the so-called denial of service attacks).
Note, dually, the agents may suffer from the same kinds of threats caused by malicious or erroneous hosts. This proposal aims to solve the above three central security issues concentrating on source code mobility, by the development of a general theory which is directly applicable to practical, real-life programming languages.
Type-Based Approach for Security and Current Technical Problems
In the 1990s, most new software was written in languages such as C, C++ and Java, which all feature varying degrees of static type checking. In current applications, the main property guaranteed by typing systems is still very simple type soundness: "well-typed programs do not go wrong", e.g. do not apply integer if it is typed as string. Violations of type soundness constitute real security threats, and many researchers have shown type soundness of subset of Java can detect such threats, e.g. [8, 18] . However, technically speaking, three security issues, integrity, privacy of data and liveness, are not easily guaranteed by simple type safety; for example, in the current security architecture of Java and C#, the basic type checking is done before execution, but access control is done dynamically in a restricted and adhoc manner, whose effects are difficult for most programmers to predict and even to interpret [1, 5] . Against this background, one of the urgent issues which has not yet been satisfactorily addressed is static, in particular, type-based verification of mobile code for properties beyond simple type safety. At the research level, static typing systems in sequential and functional programs have been used successfully for guaranteeing termination of programs, for controlling privileges and capabilities (e.g. [5, 24] ), and for reasoning about information flow of programs (e.g. [7] ). In this context, one recent successful research development is a commercial achievement on Proof Carrying Code (PCC) [6, 11, 23] , which ensures the safety of mobile code statically. One important point is that this approach is crucially backed up by semantics and types -Hoare logics as a specification logic and the typed λ-calculus (a variant of Edinburgh Logical Framework (LF) [12] ) for representing certificates of mobile code and for formally checking untrusted code. This framework opens a wide possibility to use a formal foundation to control code mobility by static checking. On the other hand, the current version of PCC [6, 11] cannot deal with concurrent or non-deterministic programs as transferable code. In fact, there is a lack of formal foundations of typing, logics and semantics to even express (not to speak of proving) desired security properties of mobile programs when they include nondeterminism, communication, concurrency and distribution, in contrast to sequential programs. As another example, the resource preservation guaranteed by strong normalisation has been one of the main reasons for SwitchWare Project to develop their typed programming language for active networks 1 Adaptive context aware security (PLAN) [25] on the basis of a simply typed λ-calculus. Jflow [19] designs a secrecy type discipline for a major subset of Java and studies its implementation involving possibly untrusted hosts [39] . Currently, incorporation of concurrency, communication and program distribution has not been considered in these languages, even though these elements are essential to modern software.
From these observations, we have the following questions:
can we construct a static typing system beyond simple type safety, extending the accumulated theories of functional and sequential types to mobile processes?
can we use types of processes to design secure mobile languages?
can we apply theories of process calculi for the use of real applications in this domain?
This proposed project seeks to give a positive answer to the above questions by demonstrating the effectiveness of a general semantic theory of typed mobile processes in practice. The technical programme is built on my recent advances in access controls for mobility [13, 35, 38] , secrecy [15, 16, 37] and type theory for liveness and linearity of communication [2, 3, 17, 36] .
Project Aim
The main aim of the present project is to develop a general and uniform framework for type systems of mobile programs with respect to liveness, access control and secrecy preservation. Then we offer a language design discipline for safe mobile programs based on these typing systems. In order to achieve this goal, we tackle these issues at three different levels (base language, mobility and application) using three different formalisms/languages: the π-calculus [21] , the higher-order (HO)π-calculus (which is an integration of the λ-calculus and the π-calculus [27, 35] ), and a subset of Java [4, 8, 18] . The generality of the (HO)π-calculus plays an essential rôle; the resulting framework is, by instantiation, applicable to individual practical languages. Concretely, the project will focus on the following three activities.
(base language level) Establishing an integrated framework of the typing systems of the π-calculus which can fully abstractly embed various language primitives such as assignment, procedure call, polymorphism, controls and objects. The framework should in particular capture basic liveness property and is enhanced by secrecy.
(mobility level) Developing the basic typing systems of the higher-order π-calculus (HOπ-calculus) by further extending the typing system for the HOπ-calculus introduced in [35] in order to investigate more advanced access control and location primitives [13] . We then merge it to ensure secrecy and liveness based on the results of the base language level, obtaining a powerful typed meta-language for source code mobility.
(application level) Designing a subset of multi-threaded Java and its typing system which can ensure three security concerns, based on the typing systems developed in the mobility level. This track is carried out with Research Fellow. We prove its correctness (safety) via fully abstract translation into the HOπ-calculus. For the use in the framework of PCC [6, 11, 23] , we also plan to construct automatic verification tools for the typing system adapting those studied in [10] .
