In this article we present an algorithm to extend continuous crisp functions to fuzzy numbers using the extension principle; the functions must be monotonically increasing in some of the arguments and monotonically decreasing in the others. Then, we present two different solutions to the problem of extending inverse functions that we have called possible extension and necessary extension. Finally, using these solutions we have generated a family of intermediate extensions that let us define a parameter to measure the existence of the extended inverse functions.
INTRODUCTION
Mathematical models are widely used to represent real phenomena in different sciences and disciplines such as physics, engineering, economics, and sociology. These models use numerical variables connected with numerical functions to describe their object of study. However, it is not normally possible to know exactly the numerical value that the variables should have, either because they are estimated quantities or because they are measured with instruments of limited precision. Consequently, uncertainty is always present in these mathematical models. Fuzzy numbers are a useful tool to study this uncertainty, but there are other useful strategies such as the theory of errors and sensitivity analysis.
The notion of a fuzzy number was introduced by Zadeh in 1975 [1] [2] [3] and has been studied and developed by many authors including Dubois and Prade, 4 -7 Jain, 8 Yager, 9 Baas and Kwakernaak, 10 Mizumoto et al., 11, 12 and Sanchez. 13, 14 Although fuzzy numbers can successfully represent the uncertainty of a numerical variable in a mathematical model, there are some difficulties representing the functions that relate these variables, mainly because with the most usual definition (used in this paper and shown later), the fuzzy numbers do not have a group algebraic structure. However, there are alternative definitions that give them a ring structure (Tamura and Horiuchi 15 ) or multiplicative groups and even linear spaces (Mares 16 ), but they loose some of their ability to represent uncertainty.
Another difficulty is that mathematical models generally are designed to deal with nonfuzzy (crisp) numerical variables and therefore the functions in the models operate on crisp numbers. If we attempt to use fuzzy numbers to represent numerical variables, it is necessary to modify the functions. In other words, we have to extend the crisp functions included in the model to fuzzy numbers. The usual way to extend a function is to use the extension principle postulated by Zadeh; [1] [2] [3] Although generally this is an effective and useful strategy, in some cases it is not the best way to deal with inverse functions, because there are special difficulties associated with inverse functions; this has been studied in depth by Yager. 9 Even an elementary operation such as addition cannot be inverted when fuzzy numbers are used, because if X and Y are fuzzy numbers, (X ϩ Y) Ϫ Y X; in other words, when dealing with fuzzy numbers, subtraction is not the inverse operation of addition. Bouchon-Meunier et al. 17 have shown that if a crisp function is invertible, then fuzzy numbers are the only fuzzy sets that maintain the invertibility of the function.
Furthermore, as Giachetti 18 notes, when dealing with functions of more than one argument, we can have diverse definitions of "invertibility" according to the application of the inverse function; if we suppose that X, Y, and Z are fuzzy numbers related by the equation X ϩ Y ϭ Z, then we can distinguish at least two different situations:
• Y and Z are known and we want to know possible values of X • Y is known and we want to know definite values of X to ensure that Z has certain values.
The second approach does not always have a solution, even when the crisp inverse function is well defined, because of the uncertainty of the fuzzy numbers: if Y has a lot of uncertainty, and we want Z to only have a little uncertainty, the situation may be incoherent, because uncertainty is accumulative.
The main aim of this study is to present some algorithms that allow functions that relate crisp numerical variables in a mathematical model to be used when these variables are represented by fuzzy numbers, without the need to modify the original crisp functions. The algorithms related to inverse functions ensure the existence of a solution, but sometimes it is necessary to modify the problem conditions. The functions included in this article are multiple argument functions [representing multiple input single output (MISO) models] and monotonically increase in some of the arguments and monotonically decrease in the others.
Section 2 sets out basic definitions and notations; Section 3 shows the algorithm used to extend crisp functions to fuzzy numbers; in Section 4 we develop some algorithms to extend crisp inverse functions; several examples are given in Section 5; and the conclusions are set out in Section 6. 
BASIC DEFINITIONS AND NOTATIONS
A ␣ is always a closed interval, even for ␣ ϭ 0 (A 0 is the support of the fuzzy number). The fuzzy number A is defined completely using two functions L A (␣) and
Using these functions, the ␣-cuts of A can be written in an interval format:
A is a fuzzy number if and only if L A (␣) and R A (␣) satisfy the following conditions:
• L A (␣) must be monotonically increasing and right continuous • R A (␣) must be monotonically decreasing and left continuous (1) 
The ␣-cuts of A may now be written as follows:
Note that the representation of a fuzzy number using the function D A (␣, d) is conceptually the same as if we use ␣-cuts. In this study we will use the function D A (␣, d) so that the algorithms are more compact.
Discrete Representation of a Fuzzy Number
Although the parameter ␣ used in Definitions 1 and 2 may take any value between 0 and 1, a practical implementation in digital computers entails assigning ␣ a discrete set of values. The algorithms presented in this article suppose that we want to know a discrete number of ␣-cuts, associated with an ordered set Alfa ϭ {␣ 1 , ␣ 2 , . . . , ␣ p } where ␣ i Ͻ ␣ iϩ1 , ␣ p ϭ 1, and ␣ 1 Ն 0. It should be noted that if we restrict the possible values of ␣ to the set Alfa ϭ {0, 1} and we assume a linear interpolation for the other values of ␣, then we are representing trapezoidal fuzzy numbers. DEFINITION 3. In the rest of the article we assume that y ϭ f(X), and f : 
EXTENDING CRISP FUNCTIONS TO FUZZY NUMBERS
Let y ϭ f(X) be a crisp function with the characteristics indicated in Definition 3. Suppose we want to extend it to fuzzy numbers; i.e., we want to find a function that allows us to calculate y (or more exactly, a fuzzy number representing y) when we represent the n arguments of f(X) using the fuzzy numbers A 1 , A 2 , . . . , A n . Because of the continuity of f(X), we can extend the function y ϭ f(X) to fuzzy numbers using the extension principle with the ␣-cuts as follows:
The foregoing expression implies that an ␣-cut of y is the set of all the values obtained when all the possible values of x i belonging to the respective ␣-cuts of the input variables are used as arguments of f(X). As f(X) is monotonically increasing or decreasing with all its arguments, and because the ␣-cuts of the input variables are closed intervals, then y ␣ also is a closed interval in which its extremes can be calculated using Equation 3, according to Definition 4.
As stated in Definition 4, Ly ␣ is increasing and Ry ␣ is decreasing; furthermore, Ly 1 Յ Ry 1 . Because of the continuity of f( x), the conditions in Equation 1 are satisfied, and the y ␣ 's generate a fuzzy number. A possible interpretation of Equation 3 could be that the extremes of the ␣-cut y ␣ are calculated using the extremes of the ␣-cuts of the arguments A 1 , A 2 , . . . , A n . Furthermore, d f (i) is a variable that tells us whether f( x) increases or decreases with x i and is used in Equation 3 in order to establish which of the two extremes of the ␣-cut of A i must be used in the calculus. Figure 1 helps us to illustrate the idea; we have supposed n ϭ 2, so y ϭ f( x 1 , x 2 ); we have also supposed that y increases with x 1 and decreases with x 2 . In Figure 1 we show that in order to calculate the lowest value of a certain ␣-cut of y (Ly ␣ ), we have to use the lowest value of the corresponding ␣-cut of If we have a discrete representation as proposed in Section 2.1, then the following algorithm is used to extend y ϭ f(X) to fuzzy numbers: 
3. j ϭ j ϩ 1 4. if j Ͼ p and then stop, else go to 2
EXTENDING CRISP INVERSE FUNCTIONS TO FUZZY NUMBERS
Taking the same conditions as in Section 3, suppose that we now want to extend the crisp inverse function
Ϫ , which calculates the value of the input variable x k when we know the output y and the other input variables x i . The solution to this problem may have at least two different approaches when each variable is represented by a fuzzy number:
• We want to know which values the variable x k could take if we know the values of y, x 1 , x 2 , . . . , x kϪ1 , x kϩ1 , . . . , x n . In this paper, this approach will be called the possible extension of the inverse function, and will be denoted by x k pos .
• We want to know which values the variable x k must take in order to ensure that the output variable y takes certain predetermined values when we know the values of the other input variables x 1 , x 2 , . . . , x kϪ1 , x kϩ1 , . . . , x n . In this article, this approach will be called the necessary extension of the inverse function, and will be denoted by x k nec .
The difference between the two approaches may be better visualized and understood by using an interval example: let us suppose that the function y ϭ f( x 1 , x 2 ) ϭ x 1 ϩ x 2 relates the physical variables x 1 , x 2 , and y. We now have at least two different situations where we need to use the inverse function
• If the variables x 1 , x 2 , and y were crisp, then the two foregoing situations would be solved using the same crisp inverse function
But because they are intervals, the uncertainty included in these intervals implies a different mathematical manipulation in each situation. The first situation corresponds to our possible extension and the second corresponds to the necessary extension.
Possible Extension
The procedure used to obtain the possible extension consists of considering the crisp inverse function x k ϭ f k Ϫ ( y, X k ) as a direct function and extending it using the procedure described in Section 3. However, we must take into account how x k varies with regard to the other variables: 
On account of having extended the crisp function f k Ϫ1 to fuzzy numbers using the procedure of Section 3, x k pos (␣) represents a fuzzy number;
, and D xk (␣, Ϫd fk ) allow us to write in shorthand if x k decreases or increases when the other variables increase. Figure 2 helps to illustrate this idea; we have supposed, as in Figure 1 , that n ϭ 2 and x 1 ϭ f k Ϫ1 ( y, x 2 ) and that y ϭ f(X) increases with x 1 and decreases with x 2 .
If we have a discrete representation as proposed in Section 2.1, then the following algorithm is used to make a possible extension of x k ϭ f k Ϫ1 ( y, X k ) to fuzzy numbers. 
Necessary Extension
The procedure used to obtain the necessary extension consists of calculating the extremes of every ␣-cut of x k using x k ϭ f k Ϫ1 ( y, X k ) with the most restrictive extremes of the ␣-cuts of y and X k , as can be seen in Figure 3 . Again, we have supposed that n ϭ 2,
, y ϭ f(X), increasing with x 1 and decreasing with x 2 . The following expression is used to calculate x k nec (␣): 
However, we cannot ensure that Lx k , x kϪ1 , x kϩ1 , . . . , x n and that each has a trapezoidal shape, and also that the fuzzy number Y represents the output variable y and has a singleton shape. We want to obtain x k nec (␣); in other words, we want to obtain a fuzzy number A k [in which its ␣-cuts are x k nec (␣)] so that it ensures that the output will be a singleton when the other input variables are trapezoidal ones. Obviously, such a fuzzy number cannot be found, because the uncertainty included in the trapezoidal numbers cannot "just disappear." Because the accumulative characteristic of uncertainty, whatever fuzzy number A k we use, the output will not be a singleton.
To solve this problem, we propose an algorithm that verifies whether the fuzzy number Y is a coherent value with the uncertainties of the input variables x 1 , x 2 , . . . , x kϪ1 , and x kϩ1 , . . . , x n . If it is not, then the algorithm modifies the fuzzy number Y adding uncertainty (by widening its ␣-cuts) in a convenient way, so that we can ensure that Y and x k nec (␣) will be fuzzy numbers. 
ALGORITHMS TO EXTEND CRISP FUNCTIONS
The algorithm supposes that we have the discrete representation proposed in Section 2.1. The algorithm is as follows. 
on the left and right sides until we get a new
Calculate for the remaining ␣-cuts: for ␣ j , j ϭ p Ϫ 1, p Ϫ 2, . . . , 1 2.1. Widen the ␣-cut of y if the previous is wider than the actual as follows: 
A useful strategy to widen the ␣-cut in Step 1.2 is the following:
ZERO is a small positive number that enables the algorithm to work even if
The term F is a positive number that serves as a step-widening factor.
Family of Intermediate Extensions
By comparing Figures 2 and 3 , it can be observed that the main difference between the possible and necessary extensions lies in the selection of the ␣-cut extreme of every variable in X k used to calculate x k pos (␣) or x k
nec (␣). This allows us to define intermediate extensions using intermediate values of the ␣-cuts.
To organize these intermediate extensions, we define a parameter r that can take any value in the interval [0, 1]. The possible extension will be associated with a value of r ϭ 0 and the necessary solution with r ϭ 1. When r changes from 0 to 1, we obtain different intermediate extensions denoted by x k int (␣, r), which vary slowly from the possible to the necessary extension. The aim of r is to choose which value of the ␣-cuts must be used to calculate the extension, according to Equation 6 . Figure 4 shows the use of parameter r. 
ALGORITHMS TO EXTEND CRISP FUNCTIONS
To obtain the intermediate family of extensions, we propose the same algorithm used to obtain the necessary solution (Algorithm 3), but using Equation 6 It is important to emphasize that possible extension always exists but that necessary extension does not (unless we use Algorithm 3 because it can conveniently modify the problem). When necessary extension does not exist, there must be a threshold value of r, e.g., r 0 , so that if r Ͻ r 0 , then extension exists; r 0 can then be used to measure the existence of a solution to the problem of extending the inverse function. 
EXAMPLES
In the following examples we will consider the crisp function
defined for strictly positive real numbers x 1 , x 2 , and y and their inverse functions
These functions can appear in several mathematical models, i.e., relating the voltage across a resistor, the resistance of the resistor, and the power dissipated in a simple electric circuit ( y would represent the power, 1, 1, 1 ), then we can establish what x 2 must be using a necessary extension of f 2 Ϫ1 (Algorithm 3). The result is shown in Figure 10 , but y has been modified as is shown in Figure 11 . Figure 12 , but y has been modified as is shown in Figure 13 . Figure 14 , but y has been modified as is shown in Figure 15 . . The result is shown in Figure 18 , but y has been modified as is shown in Figure 19 . 
ALGORITHMS TO EXTEND CRISP FUNCTIONS
Note in these examples how the uncertainty of x 1 and x 2 , changes when r changes. Note also that in these examples the threshold of existence of an extension is r 0 ϭ 0.5, because if r takes a value Ͼ0.5 the algorithm has to modify y in order to obtain a solution.
AN APPLICATION
In the following paragraphs we present an application of some of the previous algorithms. The application is a fuzzy methodology to make the environmental impact analysis that is used to evaluate the environmental implications of a certain human activity. There are some traditional methodologies (see Refs. 19 and 20) , one of them is the interactive matrix. There are some versions of this methodology; here, we use the importance matrix also known as the qualitative environmental Impact Analysis. In short, the procedure is the following:
1. To identify the environmental factors that can be affected by the human activity. It must be assigned a weight (w i ) to every factor, such that the total sum of weights is 1000. 2. To identify the actions related with the human activity 3. To identify the effects that every action can make on every factor 4. To evaluate the importance of every effect 5. To summarize all the effects in an importance matrix: row i represents the factor i, column j represents the action j, and in cell i, j we place the importance of the effect i Ϫ j (the effect of the action j on the factor i) 6. To study the importance matrix making additions, averages, and weighted averages of the effects, by rows, columns, and/or the whole matrix 7. To decide how the whole environmental impact is The evaluation of the importance of every effect in Step 4 and the final decision in Step 7 are word-based, so in our fuzzy methodology we propose a computing with words strategy. 21 In the traditional methodology, importance (IM) is calculated in Step 4 as (7) where I:
reflects the intensity of the effect EX reflects the area of the effect MO reflects the moment of the effect PE reflects the persistence of the effect RI reflects the reversibility of the effect SI reflects the sinergy of the effect AC reflects the accumulation of the effect EF reflects the cause-effect relation of the effect PR reflects the periodicity of the effect MC reflects the recoverability of the effect Importance is positive if the effect is beneficial, otherwise it is negative.
All the variables defined previously are evaluated based on linguistic terms, as we summarize in Table I To avoid the computational cost, we propose extending to fuzzy numbers Equation 7 to make the approximate reasoning in Step 4F, and Equations 8 -16 to make it in Step 6F. All the equations involved are strictly monotonic, so we can use the algorithms presented in this article.
An important additional advantage is that we can make inverse reasoning using the extensions of the inverse functions; suppose we evaluate a certain project (such as the construction of a highway) and, consequently, we obtain that the project is not compatible with the environment, so it cannot be executed. Now, we have to find the corrective activities that would reduce the environmental impact; i.e., we have to calculate the importance of a new effect (a beneficial one) on the environment, such that the total importance can take just some predefined values. Clearly, we can use the necessary extension of the inverse function in order to calculate it.
CONCLUSIONS AND REMARKS
In this article we have presented some algorithms to extend crisp functions and their inverse functions to fuzzy numbers. The type of functions dealt with here are continuous functions monotonically increasing with some of their arguments and monotonically decreasing with the others. We have also proposed some different solutions to the problem of extending crisp inverse functions: first, we proposed the possible and the necessary extensions, and then we proposed a family of intermediate extensions that varies slowly between the first two. Although some of the extensions may not exist, the algorithms proposed ensure that a solution is found by conveniently modifying the condition of the problem.
We believe that the algorithms proposed in this article can be used in a wide range of problems in several areas of knowledge, because uncertainty is an inherent condition of many mathematical models. As an example, we have shown an application of the Algorithms 1 and 3 in a fuzzy methodology to make an environmental impact evaluation.
