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1 Resume  
I dette projekt er der blevet konstrueret en online Vidensdatabase. Selve implementeringen sker i Java 
Server Pages (JSP) og via Javas Servlets. Denne teknologi er platforms- og serveruafhængig. 
Vidensdatabasen giver dens brugere mulighed for at søge blandt de eksisterende Vidensobjekter samt 
distribuere ny viden i form af Tekst, Hyperlinks eller Filer. 
 
Indledningsvis præsenteres diverse designovervejelser for Vidensdatabasen, valg af server, 
arbejdsmetoder, systemets funktionalitet, designmønstre og GUI overvejelser. Efterfølgende 
gennemgås selve Vidensdatabasens kodemæssige opbygning, og de anvendte teknologier præsenteres: 
Databasen, Java Servlets, Java Server Pages og JSTL-biblioteket. 
 
Herefter følger et afsnit, hvor systemet gennemprøves, og eventuelle fejl og mangler bliver kortlagt, 
hvilket leder videre til den afsluttende konklusion. Her konkluderes det, at det indenfor den givne 
tidsramme er lykkedes at konstruere en fungerende prototype med de ønskede faciliteter. Det endelige 
produkt er dog ikke fuldt ud operationelt, og i afprøvningsafsnittet belyses de facetter, der skal 
bearbejdes, før systemet ville kunne blive lanceret. 
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3  Indledning 
Projektet er udarbejdet af Andreas Borchsenius Westh, Christina Rudkjøbing og Nicolai Munk 
Petersen i forbindelse med 1. modul på Datalogi ved Roskilde Universitetscenter, efterårssemesteret 
2004, med forsvar den 19. januar 2005.  
 
Motivationen har været at få et indblik i Javas webkapabilitet og skabe et system, der kunne udnytte 
dele af disse funktioner.  
 
I det følgende vil vi kort præsentere gruppens medlemmer og deres respektive baggrund: 
 
Andreas Borchsenius Westh har studeret på den Naturvidenskabelige Basisuddannelse ved RUC 
(2004), med særligt fokus på udvalgte datalogiske problemstillinger. Via projektarbejdet har han 
arbejdet med neurale netværk, paradigmer indenfor programmering og autonome intelligente agenter. 
Som en forberedelse til hans videre studieforløb på kommunikation har det i dette projekt været 
hensigten at stifte bekendtskab med web-programmering. 
 
Christina Rudkjøbing har studeret på den Humanistiske Basisuddannelse ved RUC (2004). Hun har 
tidligere udviklet, og indtil 2002 også vedligeholdt, websitet for foreningen ’KFUM og KFUK i 
Roskilde’. Hun har ligeledes siddet i redaktionen på denne forenings ungdomsmagasin ’FAZE’, og det 
er hendes mål at kunne kombinere og arbejde med både journalistikken og datalogien efter endt 
uddannelse med fokus på webapplikationer. 
 
Nicolai Munk Petersen har studeret på den Humanistiske Basisuddannelse ved RUC (2004) og har ved 
siden af sine studier over en årrække beskæftiget sig med forskellige IT-relaterede problemstillinger. 
Primært fokus har været udvikling af forskellige webservices i Microsofts konkurrerende ASP-strategi 
(Active Server Pages). Han har bl.a. været med til at udvikle det internationalt anvendte proofing 
system til den grafiske branche: WebProof 4.0. Yderligere har han arbejdet med Microsofts .NET 
Framework og i mindre grad Microsoft SQL Server (MSDE). Dette projekt har dermed været tiltænkt 
som en sammenligning af de to forskellige produkter og strategier. 
 
Projektarbejdet har resulteret i en fungerende prototype, der stort set indeholder de funktioner, vi 
ønskede fra starten. Vidensdatabasen har dog én fejl, som vi ikke er kommet udenom i projektperioden: 
Ved cykliske relationer i databasen, opstår der fejl, når et Vidensobjekt forsøges vist. Dette uddybes i 
afsnit 7.5. 
3.1 Kom hurtigt i gang 
Vidensdatabasen er et webbaseret værktøj til at håndtere viden, og der er mulighed for at relatere én 
type viden til en anden. En konkret viden, eller information, i databasen beskrives som et Vidensobjekt. 
Grundlæggende har Vidensdatabasen to funktioner: Den ene opretter et Vidensobjekt og den anden 
viser det. Et Vidensobjekt kan enten indeholde en tekst, et hyperlink eller en fil, der uploades til 
serveren. Om det skal være den ene eller den anden type bestemmes ved oprettelsen. Efterfølgende er 
det muligt at revidere et Vidensobjekt eller relatere det til et andet. Det er ikke muligt at slette allerede 
eksisterende Vidensobjekter. 
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Vidensdatabasen kan tilgås på adressen http://computer-lab-63.ruc.dk/ og kræver, at der logges ind1. 
Brugernavn er ”Skumhest” og kodeord ”Gnags”. 
 
På forsiden findes en oversigt over de sidste handlinger i systemet samt adgang til de forskellige 
funktioner i systemet. 
 
 
 
For at oprette et nyt vidensobjekt klikkes på knappen: Opret Vidensobjekt. 
 
 
 
Indsæt her titel, beskrivelse og typespecifikt indhold (tekst, hyperlink eller fil). Klik på knappen 
”Opret”. Vidensobjektet bliver hermed oprettet, og du får vist en repræsentation af det i browseren. 
Teksten ”Vidensdatabasen” i toppen af siden fungerer som et link til forsiden og kan altid bruges til at 
komme tilbage, hvis man fx ønsker at se en oversigt over Vidensobjekter, oprette nye eller skabe 
relationer. Yderligere findes her en søgefunktion, hvori det er muligt at søge på titel og beskrivelser. 
                                                 
1
 ” Basic Authentication” 
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4 Problemanalyse 
I det følgende kapitel vil vi introducere til projektets problemstillinger og emner samt præsentere de 
designovervejelser, der er gået forud for projektet. Specielle termer og udtryk i forbindelse med 
projektet vil ligeledes blive gennemgået, så der forhåbentlig ikke opstår misforståelser af denne art. 
4.1 Introduktion 
I dette projekt og i den foreliggende rapport indgår en række begreber, som er vigtige at kende 
betydningen af for at forstå terminologien i projektet. De to vigtigste begreber er Videnstyper og 
Vidensobjekter. I opbygningen af den webbaserede Vidensdatabase har vi været inspireret af den 
objektorienterede tankegang, hvilket disse to begreber afspejler. 
 
En Videnstype er altså en slags skabelon eller klasse, som vi bruger til at skabe Vidensobjekter med. 
Vidensobjekterne bliver derfor baseret på en bestemt Videnstype og derpå udfyldt med konkrete data. 
Eksempler på Videnstyper kan være: Filer, links og tekster. Af afgrænsningshensyn har vi dog i dette 
projekt valgt blot at beskæftige os med de tre nævnte Videnstyper. 
 
Vidensobjekterne er således de konkrete data, som brugeren kan søge blandt i Vidensdatabasen. 
Imellem disse Vidensobjekter kan der oprettes relationer, som forbinder udvalgte Vidensobjekter, der 
på den ene eller anden måde kan relateres til hinanden. 
 
Vidensdatabasen er, som tidligere nævnt, webbaseret, og brugerens forudsætninger for at kunne benytte 
sig af systemet er derfor alm. kendskab til computere og Internettet. Dog betyder vores 
objektorienterede termer, at brugeren for at kunne forstå systemet fuldt ud, nødvendigvis må have en 
vis form for teknisk indsigt i form af kendskab til objektorienteret programmering. 
Da dette er et 1. moduls projekt, ser vi dog ikke umiddelbart dette som et problem, da brugerne i dette 
tilfælde vil være os selv, vejleder samt censor, som alle må formodes at have den fornødne tekniske 
indsigt. 
4.2 Problemfelt 
Dette projekt har ét primært formål, som også afspejler sig i vores valg af løsningsmodeller: Vi skal 
lære at programmere, og dette skal ske gennem udviklingen af et lille program på ca. 300-500 
kodelinier, der kan være et hvilket som helst programmeringssprog. Vi har valgt at beskæftige os med 
programmeringssproget Java, da det er det eneste, som alle i gruppen har kendskab til, bl.a. gennem 
kurser på RUC, og fordi vi kan se at sproget og frameworket rummer mange styrker. Java har nogle 
faciliteter, der gør det muligt at opbygge dynamiske websider, på samme vis, som man kender det fra 
eksempelvis ASP og PHP. I Javas univers hedder dette JSP (Java Server Pages) og Servlets. Da nogle 
gruppemedlemmer på forhånd har kendskab til bl.a. ASP og .NET-frameworket, ville det måske være 
oplagt at implementere Vidensdatabasen i dette miljø. Imidlertid har vi netop valgt at beskæftige os 
med JSP og Servlets, da det for os er et ukendt område, som vi gerne vil udforske. 
  
Til at beværte Vidensdatabasen har vi fået en server stillet til rådighed på RUC. På denne er der 
efterfølgende installeret Windows Server 2003 samt Apache Tomcat 5.5 (en gratis webserver, der kan 
håndtere JSP og Servlets). 
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Den database, som vi benytter os af, er ligeledes stillet til rådighed af RUC, og er en Oracle 9.2i 
database.  
 
Under gruppens diskussioner af kravene til Vidensdatabasen, har det været oppe at vende, hvorvidt det 
skulle være muligt for brugerne selv at oprette nye Videnstyper, i stedet for blot at kunne bruge de tre 
foruddefinerede Videnstyper, som nævnt tidligere. Denne løsning har vi imidlertid fravalgt, da det ville 
betyde, at brugerne indirekte skulle udføre komplekse ændringer i databasen. Vi fandt, at det ville give 
for store problemer at designe databasen på en sådan måde, bl.a. med hensyn til redundans. 
 
Desuden har vi diskuteret, hvorvidt der skulle implementeres en brugeradministration eller ej. Det var 
et stærkt ønske fra vore side, men der var stor tvivl om, hvorvidt dette ville kunne nås inden for den 
givne tidsramme på 4 uger. Vi valgte at lave en delvis afgrænsning fra dette punkt, forstået på den 
måde, at vi i stedet drager nytte af Tomcats ”Basic Authentication”. 
  
Ovenstående overvejelser mundede ud i følgende kravspecifikation: 
4.2.1 Kravspecifikation 
Til den første prototype af Vidensdatabase 1.0 er der opsat følgende krav til webapplikationens 
funktionalitet: 
 
 Hovedsageligt tekstbaseret 
 Prædefinerede Videnstyper 
 Mulighed for at vedhæfte filer (f.eks. multimedieklip) til Vidensobjekter 
 Mulighed for at skabe relationer mellem Vidensobjekter 
 Revidering af Vidensobjekter 
 
I en videreudvikling af Vidensdatabasen, har vi diskuteret følgende muligheder: 
 
 Brugeradministration 
 Forbedring af sikkerhed 
 Eksportere til XML 
 Brugerdefinerede Videnstyper 
 
Der har fra starten været følgende tekniske krav, om end vi har diskuteret en udskiftning af 
webserveren undervejs. Denne radikale overvejelse skyldes især den manglende og til tider vildledende 
dokumentation, der fandtes på det givne tidspunkt. Databasen blev ligeledes revurderet, pga. dens 
manglende evne til at håndtere selv-referentielle datastrukturer. Ingen af delene blev imidlertid 
vedtaget, så den endelige tekniske kravspecifikation ser således ud: 
 
 Programmeringsparadigme: 
Objektorienteret 
 Programmeringssprog: 
Java (her i form af JSP og Servlets) 
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 Webserver og webcontainer: 
Apache Tomcat 5.5 server 
 Database: 
Oracle 9.2i 
4.3 Designovervejelser 
I designovervejelserne lå og ligger naturligvis en afgrænsning af programmets funktionalitet. I den 
endelige prototype er følgende funktioner implementeret: 
 
• Opret Vidensobjekt 
Brugeren tilføjer et nyt Vidensobjekt til systemet/databasen med brugerdefineret indhold (se 
nedenstående use-case-diagram) 
• Find Vidensobjekt 
Søger i databasens indhold af Vidensobjekter og returnerer et antal Vidensobjekter 
• Hent Vidensobjekt 
På baggrund af søgningen vælges af brugeren et Vidensobjekt, som vises på skærmen 
• Opret Relation 
Der skal kunne skabes referencer mellem de enkelte Vidensobjekter 
• Revider Vidensobjekt 
Et Vidensobjekt skal kunne opdateres 
 
 
 
Opret Vidensobjekt. En central use-case i Vidensdatabasen. 
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4.3.1 Procesdesign: Referencelinie 
For projektet blev der opsat følgende referencelinieplan, der i vid udstrækning er blevet fulgt, på trods 
af, at usikkerheden i denne måtte betragtes som værende temmelig stor. Dette fordi ingen i gruppen 
hverken har skrevet et datalogiprojekt på overbygningen eller brugt så detaljerede referencelinier som 
værktøj før. Derfor er der også i referencelinieplanen indlagt et par evalueringer af tidsplanen, hvor det 
vurderes, om der er behov for en revidering af denne. Grunden til, at det ved alle referencelinier er hele 
gruppen, der skal deltage, bunder i, at ingen af os, som nævnt ovenfor, har deltaget i et datalogisk 
projekt før. Vi anser det derfor som essentielt, at alle gruppemedlemmer får mulighed for at få 
indflydelse på alle beslutninger. 
4.3.1.1 Navn og dato på referencelinier 
22. november:  Projektstart 
24. november:  Projektplanlægning 
30. november:  Overordnet funktionelt og teknisk design er færdigt  
2. december:  Databasekald 
9. december:  Rapportudkast 1 
13. december:  Produktudkast 1 
15. december:  Rapportudkast 2 
17. december:  Slut på første projektudkast 
21. december:  Slut på projekt og slutevaluering 
4.3.1.2 Uddybning af referencelinier 
22. november, Projektstart: 
1. Tomcat og Oracle er opsat senest denne dato. 
2. Test af diverse værktøjer og applikationsservere foretages senest denne dag (Tomcat/JSP, 
Database, VPN, Remote Desktop). 
Hvem: Alle i gruppen 
Vurderingskriterier: Succes, hvis vi kan få de forskellige elementer til at spinde. 
 
24. november, Projektplanlægning: 
1. UML-modeller i første version, revidering af tidsplanlægning samt praktisk planlægning. 
Hvem: Alle i gruppen 
Vurderingskriterier: Succes, hvis det resulterer i brugbare UML-modeller, og vi kan blive enige om den 
praktiske planlægning. 
 
30. november, Overordnet funktionelt og teknisk design er færdigt: 
1. Design af grænsefladen skal være færdigt. 
2. Det tekniske designs grundlæggende struktur og design skal være på plads. 
Hvem: Alle i gruppen 
Vurderingskriterier: Succes, hvis der foreligger billeder/illustrationer af det grafiske design på alle 
områder, og der er nedskrevet en struktur for det tekniske design, vi alle i gruppen kan blive enige om. 
 
2. december, Databasekald: 
1. Grundlæggende databasekald via Java er på plads. 
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2. Evaluering af tidsplan 
Hvem: Alle i gruppen 
Vurderingskriterier: Succes, hvis vi kan få Java til at ”snakke sammen” med databasen og udføre de 
grundlæggende kald.  
 
9. december, Rapportudkast 1: 
1. Første udkast til rapporten er færdigt. Skal indeholde alle elementer af rapporten, formentligt 
mangelfulde, men overblikket skal være skabt. Det skal være angivet ved alle afsnit, hvad de 
skal indeholde. 
2. Evaluering af tidsplan 
Hvem: Alle i gruppen 
Vurderingskriterier: Succes, hvis der foreligger en rapport med alle afsnit i, hvor det som minimum er 
beskrevet, hvad indholdet skal være. 
 
13. december, Produktudkast 1: 
1. Første udkast til produktet er færdigt. Det skal være muligt at tilføje videnstyper og -objekter. 
Hvem: Alle i gruppen 
Vurderingskriterier: Succes, hvis der foreligger et produkt, hvor ovenstående er muligt. 
 
15. december, Rapportudkast 2: 
1. Andet udkast til rapporten er færdigt, og der skal være reelt indhold i alle afsnit, ikke kun 
beskrivelser af det indhold, der skal være der. Indhold må gerne mangle finpudsning. 
Hvem: Alle i gruppen 
Vurderingskriterier: Succes, hvis der foreligger en rapport med alle afsnit i, hvor afsnittene kun 
mangler finpudsning (korrektur). 
 
17. december, Slut på første projektudkast: 
1. Produktet skal være færdigt, funktionelt og rapporten skal være færdigskrevet. 
Hvem: Alle i gruppen 
Vurderingskriterier: Succes, hvis produkt og rapport er færdige. 
 
21. december, Slut på projekt og slutevaluering: 
1. Rapport skal afleveres, evaluering af projektarbejdet er foretaget, og projektets produktive fase 
kan erklæres for afsluttet. 
Hvem: Alle i gruppen + vejleder 
Vurderingskriterier: Succes, hvis projektet er afleveret, slutevaluering internt i gruppen og med vejleder 
har været foretaget. 
4.3.2 Inception: Proof of concept 
I forbindelse med udviklingen af Vidensdatabasen, er der en række tekniske opgaver, der umiddelbart 
kan synes vanskelige. I de følgende vertikale prototyper vil vi udpege disse områder og begrunde, 
hvorfor de er specielt iøjefaldende. Derefter vil vi sandsynliggøre, at det faktisk godt kan lade sig gøre 
alligevel. 
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Områder, der kan synes vanskelige at implementere: 
 
Søgning:  
Da ikke al information i databasen er ren tekst – noget er lagret binært – vil der opstå nogle praktiske 
problemer i forbindelse med søgefunktionen. Eftersom der, jf. kravspecifikationen, skal implementeres 
en søgning, er der i overvejelserne af databasekonstruktionen lagt vægt på at sikre søgbarhed i visse 
felter. Alternativt måtte de binære filer af en omvej indekseres, så det var muligt at søge i deres 
indhold. Af tidsmæssige årsager finder vi det ikke realistisk at åbne for denne funktionalitet, og derfor 
er der i databasens arkitektur taget højde for en mere ukompliceret implementering af søgningen. 
 
Javas webcontainer: 
Hvor de to ovenstående punkter har beskæftiget sig med vanskeligheder i forbindelse med databasen 
tilknyttet systemet, så er det en helt anden udfordring at skulle overføre Java-teknologien til en 
webgrænseflade. Da ingen i gruppen før har beskæftiget sig med hverken JSP, Servlets eller Java-
kommunikation med databaser (JDBC), så må vi betragte denne del af projektet som en reel 
udfordring. Det er formentligt også her, at vi vil blive nødt til at tilegne os en hel del ny viden, hvis 
projektet skal gennemføres. Men gør vi dette, vil det ikke være umuligt at overkomme denne tekniske 
udfordring. 
4.3.3 GRASP-analyse2 
Systemet er i sit udgangspunkt ret tydeligt afgrænset i sine tre grundbestanddele: Vidensobjekter, 
Videnstyper og relationer. Mellem Vidensobjekter og Videnstyper eksisterer en en-til-en reference; 
hvert Vidensobjekt har tilknyttet præcis én Videnstype. Af den vej opnås en meget lav kobling, hvor 
bestanddele nemt kan udskiftes, udbygges eller helt fjernes. Den enkelte terminologi og de 
velafgrænsede ansvarsområder har også til hensigt at lette overblikket under udviklingen og give et 
homogent billede af systemet (høj samhørighed). 
 
Mere komplekse opgaver inden for hvert af de to primære domæner håndteres af ”controllere”, der 
laver de nødvendige kald, der f.eks. skal til for at oprette et Vidensobjekt og logge det i databasen. På 
den måde oprettes Vidensobjekter af de, som behøver dem (creater). 
 
Det er så vidt muligt forsøgt at lægge funktionerne så tæt på dér, hvor de udnyttes. Således ligger de 
specifikke SQL-udtræk i JSP-siderne, og den egentlige funktionalitet (Business Logic) i Servlets samt 
de fleste databaserelevante operationer direkte i databasen (expert).  
4.3.4 Designmønstre: Model-View-Controller (MVC) 
Det har været hensigten at lave en rimelig stringent opdeling mellem de forskellige dele i 
Vidensdatabasen, med det for øje at tilnærme applikationen MVC-designmønsteret. Herved kan opnås 
en lav kobling og høj samhørighed i systemet. Konsekvensen er, at det bliver nemt at udskifte de 
enkelte elementer. Databasen (model) udskiftes eksempelvis ved at ændre én enkelt linie i datasource-
konfigurationsfilen. Logikken (controller) eksisterer som selvstændige Java-klasser i form af Servlets 
eller Custom Tags og kan dermed nemt udbygges, ændres eller vedligeholdes uden at ændre i JSP-
                                                 
2
 Larman 2002: 215ff 
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filerne (view). Et enkelt sted har det, af tekniske årsager, været nødvendigt at bryde mønstret i et view. 
Således har det i Vidensdatabasens grafiske JSP-template (/web-inf/tags/Template.tag) været 
nødvendigt at indsætte logikken direkte i templaten, da der ikke umiddelbart må importeres Java-
klasser i denne type fil. En mulig løsning kunne være brugen af en JavaBean, der importeres ved hjælp 
af en <useBean> tag. 
4.3.5 HCI-design: Evaluering af GUI 
Til at bedømme Vidensdatabasens GUI, som den blev udlagt i designfasen i form af mockups (se 
eksempel nedenfor), har vi anvendt Ben Schneidermans ”8 golden rules” og yderligere kommenteret 
dette resultat ud fra generelle overvejelser relevante for GUI-design. 
 
 
Mockups af Vidensdatabasens forside, som den så ud i designfasen. Bemærk, at der her var taget højde 
for brugerdefinerede Videnstyper. 
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5 Programdokumentation 
I de følgende afsnit vil Vidensdatabasens to moduler blive dokumenteret; databasen og webserveren. 
For databasens vedkommende vil Vidensdatabasens arkitektur i første omgang blive gennemgået. Her 
vil blive redegjort for hvilke tabeller, der findes i databasen, samt hvilke relationer og afhængigheder, 
der er. Yderligere vil tre tekniske detaljer i Oracle blive berørt. Efterfølgende vil emner af relationer til 
webserveren blive bearbejdet. Tomcat serveren og de forskellige kodeelementer vil her blive behandlet, 
såfremt vi har vurderet, at koden har været af en sådan art, at den burde forklares nærmere. 
5.1 Databasen3 
Med hensyn til valg af opbevaring af modellen, var der ingen tvivl om, at dette skulle ske i en database. 
Der er talrige fordele ved at anvende en database frem for at gemme data i et filsystem. 
En database giver bl.a. mulighed for persistent opbevaring, samtidig tilgang til data og sikkerhed for 
konsistens mellem data via begrænsninger (eng. constraints). 
 
Eftersom alle gruppens medlemmer har fulgt et databasekursus, hvor der blev taget udgangspunkt i 
Codd’s relationelle datamodel4, var det et oplagt valg at støtte sig til netop denne model, frem for 
eksempelvis den hierarkiske model, den nyere objekt-orienterede eller den objekt-relationelle model. 
 
Til at håndtere og vedligeholde databasen anvendes et DataBase Management System (DBMS). I vores 
tilfælde valgte vi Oracle, da det gav mulighed for at prøve kræfter med bl.a. PL/SQL. I designfasen 
blev det drøftet, om der kunne drages nytte af Oracles objekt-relationelle styrker, men dette potentiale 
forblev altså uudforsket. 
5.1.1 Vidensdatabasens arkitektur 
I det følgende afsnit vil Vidensdatabasens struktur blive gennemgået. 
 
Vi har skabt tabellen KnowledgeObjects for at skabe en oversigt over alle oprettede Vidensobjekter fra 
de tre Videnstyper. Alle fællestræk – som titel, dato for oprettelse, beskrivelse og ansvarlig/forfatter – 
er repræsenteret i KnowledgeObjects for hurtigt at kunne lave en søgning efter specifikke 
Vidensobjekter, uanset Videnstype. 
 
Derudover har vi konstrueret tre Videnstypespecifikke tabeller; én for hver Videnstype: Filer (Files), 
Tekst (Quotes) og Hyperlinks (Hyperlinks). Det er disse tabeller, der indeholder de konkrete 
informationer, såsom data-filer, tekster eller globale HTTP-adresser. Tabellerne bliver refereret til som 
de tre Videnstypespecifikke tabeller. 
 
                                                 
3
 Frank 2002, Whitehorn & Marklyn 2004, Garcia 2002 
4
 For en definition af Codds relationelle datamodel se Whitehorn & Marklyn 2004: 12 
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Konstruktionen af Vidensdatabasen er vist i nedenstående ER-diagram: 
 
ER-diagram over Vidensdatabasen 
 
Som nævnt i kravspecifikationen er der mulighed for at oprette relationer (ikke at forveksle med 
tabellerne i databasens relationer) mellem to Vidensobjekter uafhængigt af Videnstype. Disse relationer 
placeres i en selvstændig tabel og konstrueres af to allerede eksisterende primærnøgler fra 
KnowledgeObjects tabellen. De to nøgler fungerer som fremmednøgler, og samtidig fungerer de 
sammenlagt som en primærnøgle for Relations-tabellen.  
5.1.1.1 Dataintegritet i Vidensdatabasen 
Dataintegritet betyder, at det er muligt at manipulere databasens tabeller, uden der opstår 
komplikationer eller uoverensstemmelser. For at overholde dette skal dataene i databasen beskyttes, så 
der altid er konsistens mellem data. Det betyder, at der ikke må findes data, der kan medføre et 
ukorrekt eller korrupt resultat i en forespørgsel. Der findes to grundlæggende måder at sikre databasens 
integritet; entitetsforekomst-begrænsninger og referentielle-begrænsninger. Entitetsforekomst-
begrænsninger skal sikre, at en entitetsforekomsts specifikke attribut skal have en værdi eller en værdi 
inden for et bestemt interval. En primærnøgle har f.eks. indbygget den begrænsning, at den skal være 
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defineret, dvs. at den ikke må være ”null”. Det er naturligvis en nødvendig begrænsning, da en 
primærnøgle bruges til at identificere entitetsforekomsten i den pågældende tabel. 
 
Derudover skal primærnøglen naturligvis også være unik, hvis forespørgsler som DELETE, UPDATE 
og INSERT skal kunne udføres i tabellen5. 
 
Referentielle begrænsninger skal sikre, at koblingerne mellem databasens tabeller er konsistente. Disse 
begrænsninger kan implementeres på to måder; internt og eksternt6: 
 
Den interne implementering foretages deklarativt ved at definere en attribut med kobling eller 
afhængighed til en anden attribut i databasen som fremmednøgle. 
 
Derudover kan de referentielle begrænsninger også implementeres eksternt i databasen ved hjælp af 
procedurer. Proceduren udføres, hver gang en særlig tilstand indtræffer. Proceduren kan sættes til at 
slette, opdatere, flytte eller noget helt andet, der nu vil være fornuftigt i den pågældende situation. 
 
En helt anden problematik er, hvor begrænsningerne for dataene skal placeres. Indtil nu har vi kun 
berørt begrænsninger direkte i databasen. Begrænsningerne kunne teoretisk placeres i formularen som 
modtager selve inputtet. Det anbefales dog altid at placere dem på det laveste niveau muligt, altså 
direkte i DBMS’en. 
5.1.1.2 Entitetsforekomst og referentielle begrænsninger i 
Vidensdatabasen 
I det følgende forklares, hvordan vi har forsøgt at opnå dataintegritet i oprettelsen af tabellen 
KnowledgeObjects med begrænsninger og sekvenser. 
 
CREATE TABLE KNOWLEDGEOBJECTS 
  ( 
   ID INTEGER PRIMARY KEY, 
   title VARCHAR2 (255) NOT NULL, 
   description VARCHAR2 (4000) NOT NULL, 
   created DATE NOT NULL, 
   author INTEGER NOT NULL, 
   parent INTEGER CHECK (NOT parent = ID), 
   objectType INTEGER NOT NULL, 
 
 CONSTRAINT Constraint_FK_Knowledge1  
   FOREIGN  KEY (objectType)  
              REFERENCES  KnowledgeTypes(ID)  
              ON DELETE CASCADE, 
CONSTRAINT Constraint_FK_Knowledge2  
          FOREIGN  KEY (parent)  
          REFERENCES  KnowledgeObjects(ID)  
         ON DELETE CASCADE, 
 CONSTRAINT Constraint_FK_Knowledge3  
                                                 
5
 The University of Texas Austin 2004 
6
 Whitehorn & Marklyn 2004: 145 
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          FOREIGN  KEY (author)  
         REFERENCES  Users(ID)  
          ON DELETE CASCADE 
 ) 
 
Tabellen indeholder syv attributter, hvor seks af dem har følgende entitsforekomst-begrænsning: De 
skal være defineret (NOT NULL). Det drejer sig om atrributterne ID, title, description, created, 
author, parent og objectType. parent er den eneste værdi, der ikke nødvendigvis behøver at være 
defineret. parent værdien angives kun i det tilfælde, hvor der er tale om en ny revision af et allerede 
eksisterende objekt. Til gengæld har parent den begrænsning, at den ikke må være lig egen ID-værdi, 
da revisionen i det tilfælde ville pege på sig selv. 
 
Efter tabellens attributter og entitetsforekomst-begrænsninger er blevet defineret, oprettes attributternes 
referentielle begrænsninger. Der oprettes et krav om, at udvalgte værdier i KnowledgeObjects allerede 
eksisterer i en bestemt tabel i databasen. 
 
Vi opretter følgende referentielle begrænsninger – fremmednøgler - for tabellen KnowledgeObjects: 
 
• objectType skal eksistere i tabellen KnowledgeTypes ved attributten KnowledgeTypes.ID 
• Hvis parent bliver defineret, skal værdien allerede eksistere i tabellen selv ved attributten ID 
• author skal eksistere i tabellen Users ved attributten Users.ID 
 
Sætningen ON DELETE CASCADE medfører, at i tilfælde af, at en fremmednøgles reference slettes, vil alle 
objekter i KnowledgeObjects, der refererer til netop denne, blive slettet automatisk. 
Det betyder i praksis, at hvis eksempelvis én KnowledgeType slettes, vil alle KnowledgeObjects af 
denne type blive slettet. Eller hvis et ID fra tabellen Users slettes, vil alle vidensobjekter, oprettet af 
netop denne forfatter/ansvarlig, blive slettet automatisk. Endvidere er primærnøglen ID i de tre 
videnstypespecifikke tabeller også sat til fremmednøgle med reference til KnowledgeObjects ID-
attribut. Det medfører, at den typespecifikke information ligeledes vil blive slettet. 
 
Sekvensen sequence_knowledgeobjectsid tæller automatisk én op vha. en udløser, der aktiveres 
umiddelbart før, at der indsættes i KnowledgeObjects. Værdien anvendes som KnowledgeObject’ets 
ID-værdi og indsættes automatisk. Alle Vidensobjekter får herved automatisk tildelt et unikt 
identifikations nummer. 
 
Identifikationsnummeret bruges til at lave direkte opslag på Vidensobjekter og fungerer endvidere som 
primærnøgle. Identifikationsnummeret fungerer også som fremmed- og primærnøgle i de tre 
typespecifikke tabeller, hvilket vil sige, at ID’et bruges som reference til at finde den 
Videnstypespecifikke information. Endvidere sikres databasens integritet, samt, at indholdet er 
konsistent, da der ikke kan findes et Vidensobjekt i en af de tre Videnstypespecifikke tabeller, uden at 
denne også optræder i hovedtabellen KnowledgeObjects. 
 
Omvendt er der ingen indlagt sikkerhed om, at en entitetsforekomst i KnowledgeObjects er 
repræsenteret i kun én af de tre Videnstypespecifikke tabeller. Vi overvejede naturligvis at indlægge en 
begrænsning, der kunne tage højde for, at den slags ikke kunne indtræffe. Men en sådan begrænsning 
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forhindrer umiddelbart oprettelse af nye Vidensobjekter, da det så aldrig vil være muligt at skabe en ny 
entitetsforekomst i hverken en af de tre Videnstypespecifikke tabeller eller i KnowledgeObjects-
tabellen selv. Dette kunne måske løses vha. en procedure. Det vil sige, at det teoretisk set tolereres, at 
der kan være entitetsforekomster i KnowledgeObjects, som ikke tilsvarende er oprettet i en af de tre 
Videnstypespecifikke tabeller.    
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Oversigt over tabeller i Databasen og deres afhængigheder 
 
Forholdet mellem KnowledgeObjects og en af de tre typespecifikke tabeller kan eksemplificeres ved 
følgende eksempel: 
 
Hvis den egentlige URL fra et hyperlink skal udskrives, så søges der kun i 
KnowledgeObjects og i den respektive tabel – Hyperlinks – som bestemmes ved hjælp af 
typespecifikationen objectType fra KnowledgeObjects. 
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5.1.2 Udløsere (Triggers) 
Til at udføre prædefinerede handlinger, når særlige betingelser i databasen er opfyldt, anvendes en 
udløser. Udløsere kan sættes til at blive aktiveret af ændringer som f.eks. opret, slet eller opdater tabel. 
Udløserens handling kan sættes til at udføres umiddelbart før eller lige efter en ændring. 
Anvendelsesmulighederne for en udløser er mange. I tilfælde af at flere udløsere aktiveres af samme 
tilstand, vil udløserne blive udført i den rækkefølge, de blev oprettet. 
 
Nedenfor ses udløseren fra tabellen KnowledgeObjects. Det skal tilføjes, at en sekvens er en praktisk 
anordning, der fungerer som en talgenerator. Ved oprettelse af en sekvens defineres en minimum-, 
maksimum-, start- og fremskrivningsværdi. Sekvensen kan returnere den nuværende værdi eller 
fremskrives. 
 
CREATE SEQUENCE SEQUENCE_KNOWLEDGEOBJECTSID; 
 
CREATE TRIGGER TRIGGER_KNOWLEDGEOBJECTSINSERT 
BEFORE INSERT ON KNOWLEDGEOBJECTS 
FOR EACH ROW 
BEGIN 
    SELECT SEQUENCE_KNOWLEDGEOBJECTSID.nextval INTO :new.id FROM dual; 
END; 
 
Udløseren aktiveres hver gang, der indsættes en tupel i KnowledgeObjects, og sørger for, at 
primærnøglen ID bliver fremskrevet med præcis én for hvert nyt Vidensobjekt.  
5.1.3 Cursors 
For at udtrække og behandle data, der er opsamlet i databasen, anvendes en cursor (forkortelse for 
”Current Set of Records”). Af den vej bliver det muligt imperativt at behandle mængder af data og ikke 
blot enkelte felter. Dette foregår i Vidensdatabasen hovedsageligt igennem JDBC’s grænseflade. 
Alternativt benyttes Oracles Stored Procedure’s til at udføre manipulationer med cursorerne. 
5.1.4 Oracle Stored Procedures 
Brug af Oracle Stored Procedures giver mulighed for at håndtere imperative operationer direkte i 
databasen. Alternativet er at lade et eksternt program håndtere disse operationer, enten som et 
mellemlag eller direkte i de relevante funktioner. Som et argument for den første løsning byder Oracle 
Procedures på en række klare fordele, hvoraf vi her vil nævne to væsentlige: 
 
1. Bedre ydeevne 
2. Mulighed for at anvende Expert-mønster 
 
Den bedre ydeevne sikres ved, at Oracle indlæser de mest anvendte procedurer direkte ind i 
hukommelsen, hvorved der opnås meget korte svartider. Helt præcist bliver procedurerne placeret i det 
område af Oracle SGA7 (System Global Area), som kaldes ”Shared Pool”. Så længe der er plads i 
denne pulje, læses metoderne ind i denne. Hvis pladsen bliver opbrugt, udregner Oracle vha. en LRU-
                                                 
7
 Burleson 2004 
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algoritme (Least Recently Used), hvilke procedurer det vil være mest optimalt at gemme i 
hukommelsen, og hvad der skal lagres på et andet medium. 
 
Som følge af, at koden, der har betydning for manipulation af databasen, injekteres direkte i Oracle, 
opnås det, at arbejdsgangen mellem model og controller bliver meget kort. Hvis man i stedet vælger at 
lave kaldet via eksempelvis JDBC, må man tage højde for, at kaldene i dette tilfælde skal sendes via 
SQL*Net8 til databasen, da den er placeret på en anden node på netværket. Det må ej heller glemmes, 
at komplicerede kald kun skal defineres én gang i Oracle, hvorefter det er muligt at opnå effekten 
multiple gange ved blot at kalde procedurens navn. 
 
I Vidensdatabasen har vi valgt at implementere en af metoderne som en Oracle Stored Procedure. Heri 
kopieres en relation fra et Vidensobjekt (parent) til et andet (child). Konkret bliver den anvendt, når der 
oprettes en revideret udgave af et tidligere Vidensobjekt. I dette tilfælde er det, jf. kravspecifikationen, 
påkrævet at overføre moderobjektets relationer på revisionen af objektet. 
 
PROCEDURE CopyRelations(parentID IN NUMBER, childID IN NUMBER) 
IS 
    this_cursor types.cursorType; 
    tableRow Relations%ROWTYPE; 
    i NUMBER := 1; 
BEGIN 
    OPEN this_cursor FOR SELECT * FROM Relations WHERE objectA=parentID AND NOT 
 objectA=childID; 
         
    LOOP 
        FETCH this_cursor into tableRow; 
        EXIT WHEN this_cursor%NOTFOUND; 
        INSERT INTO Relations(objectA, objectB) VALUES(childID, tableRow.objectB); 
        dbms_output.put_line('Inserted relationv #'||i||' ('|| tableRow.objectA 
 ||', '|| tableRow.objectB ||')'); 
        i := i + 1; 
    END LOOP; 
EXCEPTION 
    WHEN others THEN 
        dbms_output.put_line('Error : '|| sqlerrm); 
END; 
 
Procedurer åbner en cursor (this_cursor) til gennemløb, der repræsenterer alle moderobjektets 
relationer. Disse bliver herefter indsat i Relations-tabellen, med den forskel, at objectA (referenten) 
bliver erstattet med revisionen. På den måde opnås en eksakt kopi af moder-objektets relationer. 
dbms_output.put_line denoterer blot, at der bliver udskrevet til konsollen (svarende til 
System.out.println i Java), hvis en sådan findes og er aktiveret; altså udelukkende til test-formål. 
5.2 Webserver (Tomcat 5.5) 
Nogen tid før projektets start var de endelige versioner af Tomcat 5.5 og den dertilhørende Java 1.5.0 
blevet frigivet, og det faldt meget naturligt, at vælge denne interessante og uudforskede platform som 
                                                 
8
 Naudé 2004 
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studieobjekt. Den dybere årsag til, at det blev Tomcat, der blev valgt som webserver, og ikke et af de 
mange andre systemer, der findes på markedet, skal findes i dens åbne struktur. 
 
Set i lyset af BEA's WebLogic, Borland's Inprise Application Server, Netscape's iPlanet Application 
Server, IBM's WebSphere Application server mfl., der alle er egentlige J2EE (Java 2 Platform, 
Enterprise Edition) servere med indbyggede web-container-kapabilitet, så er Tomcat en overskuelig 
størrelse (har således blot et fodspor på 6 MB, til forskel fra de andres mange hundrede MB). 
Forklaringen er, at Tomcat dermed kun er en webcontainter med indbygget webserver, og ikke en 
komplet J2EE applikation. Ønsker man derfor at anvende de avancerede funktioner i J2EE – 
eksempelvis flerlagsarkitekturen med Enterprise JavaBeans – må man opsætte en desideret J2EE-
server. Foruden de kommercielle J2EE-containere findes bl.a. OpenEJB, JBoss og Apache Geronimo 
(sidste implementerer OpenEJB til håndtering af Enterprise JavaBeans), hvor de to sidste er fuldblods 
J2EE-containere. 
 
Opsætning af Tomcat 5.5 viste sig hurtigt mere besværlig end forventet – om end vi alligevel forblev 
foran tidsplanen. Vi må konstatere, at der i open-source-miljøer lader til at være en vis træghed i 
udarbejdelsen af lettilgængelig dokumentation. I stedet henvises man oftest til forskellige fora og i høj 
grad til at eksperimentere sig frem på egen hånd. 
5.2.1 Konfiguration af Tomcat-serveren 
Tomcat har 3 vigtige foldere, som vi anvender og her vil blive gennemgået: 
 
1. /conf 
Konfigurationsfolder; indeholder de generelle konfigurationsfiler 
2. /common/lib 
Javabibliotek; indeholder globalt tilgængelige java-biblioteker 
3. /webapps/ 
Webcontainer; indeholder de konkrete webapplikationer 
 
Konfigurationsfolderen indeholder en del konfigurationsfiler, hvoraf tre er tilpasset Vidensdatabasen. 
Da Tomcats konfigurationsindstillinger efterhånden helt er konverteret til XML-filer, drejer det sig, 
ikke så overraskende, om tre XML-filer: 
 
Server.xml håndterer de for serveren relevante områder – dvs. konfigurationen af webapplikationer og 
brugeropsætningen. Tomcat-users.xml definerer de i Tomcat oprettede brugere (fx brugernavn og 
kodeord for Vidensdatabase-brugerne). I web.xml er standardfilerne for webserveren defineret, her har 
vi endvidere aktiveret org.apache.catalina.servlets.InvokerServlet, så man kommer udenom at 
mappe de enkelte servlets i Tomcat. I denne fil sættes endvidere fejlfindings-niveau (debug-level). I et 
produktionsniveau vil det angiveligt være mere hensigtmæssigt at mappe servlets’ne på en anden måde, 
da det kan udelukke, at der kan eksekveres servlets, der ved en fejl er havnet i servlet-folderen 
/webapps/root/web-inf/classes. 
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Javabiblioteket giver husly for de pakker (packages), der skal være tilgængelige for alle 
webapplikationer i Tomcat. Foruden standard bibliotekerne ligger følgende pakker i Vidensdatabasens 
globale bibliotek: 
 
• JavaMail (mail.jar) 
Bibliotek til afsendelse af e-mails 
• JavaBeans Activation Framework (activation.jar) 
Nødvendig hjælpeklase JavaMail 
• FileUpload (commons-fileupload-1.0.jar) 
Jakartaudviklet bibliotek til filupload via http-protokollen 
• Oracle JDBC (ojdbc14.jar) 
Oracles distribution af JDBC (Java Database Connectivity). Udviklet til Java 1.4, men da der 
endnu ikke findes en opdateret version til Java 1.5 anvendes denne.  
• JNDI9 (naming-factory.jar, naming-factory-dbcp.jar og naming-resources.jar) 
Jakartaudviklet bibliotek til håndtering af JNDI (Java Naming and Directory Interface) 
• JSTL (jstl.jar) og Standard (standard.jstl) 
De bagvedliggende datastruktur til håndtering af brugerdefinerede elementer i JSP (JavaServer 
Pages Standard Tag Library) 
 
Webcontaineren indeholder filer relevante for de enkelte webapplikationer. Vidensdatabasen ligger 
således i ROOT-folderen, der foruden folderstruktur og JSP-filer indeholder servlets (/web-inf/classes), 
lokale biblioteker (/web-inf/lib), JSP tag files (/web-inf/tags), Tag Library Descriptors (/web-inf/tld) og 
de lokale konfigurationsfiler: /web-inf/web.xml og meta-inf/context.xml. 
 
Web.xml definerer fejl-sider, brugerlogon og standard DataSource: 
 
<error-page> 
 <error-code>404</error-code> 
 <location>/Help/PageNotFound.jsp</location> 
</error-page> 
 
<security-constraint> 
 <web-resource-collection> 
             <web-resource-name>Vidensdatabase</web-resource-name> 
             <url-pattern>/</url-pattern> 
             <http-method>GET</http-method> 
             <http-method>POST</http-method> 
 </web-resource-collection> 
         <user-data-constraint>CONFIDENTIAL</user-data-constraint> 
                                                 
9
 JNDI (Java Naming and Directory Interface) stiller et globalt hukommelsesbaseret træ til rådighed, til 
at gemme og slå konfigurationsobjekter op i. JNDI vil typisk indeholde objekter som fx databasepuljer, 
EJB objekter, og globale konfigurationsvariabler. 
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         <auth-constraint> 
             <role-name>role1</role-name> 
         </auth-constraint> 
</security-constraint> 
 
<login-config> 
 <auth-method>BASIC</auth-method> 
</login-config> 
 
<security-role> 
 <role-name>role1</role-name> 
</security-role> 
 
<context-param> 
 <param-name>javax.servlet.jsp.jstl.sql.dataSource</param-name> 
 <param-value>jdbc/oracle-9i-vidensdeling</param-value> 
</context-param> 
 
Context.xml indeholder en tag, der definerer en ressource for Vidensdatabasen, nemlig databasens 
DataSource. I tag’en defineres alle nødvendige informationer for dels at kunne oprette en forbindelse til 
databasen og dels efterfølgende være i stand til at tilgå den vha. et opslag i JNDI’s register. For at 
oprette en DataSource forbindelse til en Oracle-server anvendes tre Oracle-specifikke-klasser 
(oracle.jdbc.pool.OracleDataSourceFactory, oracle.jdbc.pool.OracleConnectionCacheImpl og 
oracle.jdbc.driver.OracleDriver). 
 
<Resource name="jdbc/oracle-9i-vidensdeling" 
factory="oracle.jdbc.pool.OracleDataSourceFactory" 
type="oracle.jdbc.pool.OracleConnectionCacheImpl" password="4AWSSE0QJU" 
driverClassName="oracle.jdbc.driver.OracleDriver" maxIdle="2" maxWait="5000" user="PRO_NMP" 
url="jdbc:oracle:thin:@dat-db.ruc.dk:1521:datalogi" maxActive="4"/> 
5.2.2 JSP 
JSP er en forkortelse for Java Server Pages, der er Sun Microsystem’s sprog til at skabe dynamiske 
websider med. JSP-sider er altså almindelige HTML-sider, men med et dynamisk indhold, skrevet i 
Java. JSP er en serverside-teknologi, ligesom bl.a. ASP og PHP er det. Dette betyder, at det er serveren 
– i vores tilfælde Tomcat 5.5 – der behandler koden og derefter sender ren HTML-kode retur til 
brugerens browser. Brugeren vil altså ikke kunne se JSP-koden, hvis han/hun trykker på ”Vis kilde”. 
En JSP-side bliver oversat til en servlet på serveren, der så behandler den som enhver anden servlet, 
uden at udvikleren behøver at tænke mere over dette10. 
  
I JSP er det muligt at bruge Java-kode direkte i kildekoden, blandet sammen med HTML-kode. Dette 
skrives i nogle specielle tags (scriptlets):, der fortæller serveren, at den nu skal oversætte Java-kode.  
                                                 
10
 Perry 2004: 8 
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Eksempel på indlejret javakode (scriptlets): 
  
<% 
  out.println( "<h1>Hello World</h1>" ); 
  out.println( "Noget Java-kode" ); 
%> 
<br /> 
<% 
  out.print( new java.util.Date() ); 
%> 
 
Hvilket vil give følgende resultat i en browser: 
 
 
 
5.2.2.1 Tags 
I JSP er det muligt at oprette brugerdefinerede tags (custom tags), som indeholder de funktionaliteter, 
man har behov for. De færdige tags overholder XML-standarden og kan derfor uproblematiske 
importeres og indsættes på JSP-siderne, der ved eksekvering erstatter dem med den relevante Javakode. 
 
Et brugerdefineret tag kan, jf. JSP 2.0 specifikationen, oprettes på to måder. Den første måde oprettes 
tag’en som en Javaklasse, der nedarver fra en i ”Classic Tag Handler definition” eksisterende klasse (fx 
BodyTagHandler). Alternativt kan tag’en oprettes som en ”Simple Tag Handler” ved at nedarve fra 
klassen SimpleTagSupport og implementere metoden doTag(). For at de brugerdefinerede tags skal 
kunne tilgås fra JSP-siderne, må de offentliggøres i en TLD-fil (Tag Library Descriptor). TLD-filen er 
en XML-baseret fil, defineret i et XML-skema11. Indholdet er definitionen på de klasser, som 
implementerer en af de to Tag Handlers, deres offentlige metoders fodspor og deres navn. For at 
benytte en af disse to typer Tag Handler indsættes på toppen af JSP-siden: 
                                                 
11
 XML-skema for TLD-fil: http://java.sun.com/xml/ns/j2ee/web-jsptaglibrary_2_0.xsd 
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<%@ taglib uri="" prefix="” %> 
 
Hvor URI skal være et unikt navn defineret i TLD-filen for den valgte Tag Handler, og prefix det 
XML-navnerum (XML-namespace), der ønskes benyttet på den konkrete JSP-side. 
 
Den anden løsning er at definere de brugerdefinerede tags med en ”JSP File Tag”. Denne metode bejler 
især til GUI-løsninger, hvor en Javaklasse er unødig besværlig at arbejde med. I en ”JSP File Tag”, der 
som navnet antyder, egentlig er en JSP-fil, defineres tag’en med en XML baseret syntaks. Det er tilladt 
at indsætte scriptlets og almindelig HTML direkte på siden. Ved eksekvering fortolkes filen, bag 
facaden, som en ”Simple Tag Handler”. Vidensdatabasen grafiske template (/web-
inf/tags/Template.tag) er implementeret ved brug af en JSP File tag og importeres på JSP-siderne med 
direktivet: 
 
<%@ taglib tagdir="" prefix=""  %> 
 
Hvor tagdir er den relative eller absolute placering af folderen, hvori tag-filerne ligger, og prefix – 
som med den første form for ”Tag Handlers” – er det XML-navnerum, der ønskes benyttet på den 
konkrete JSP-side. 
5.2.2.2 JSP Standard Tag Library 1.1 (JSTL) 
Da det ofte er de samme funktionaliteter, man som udvikler har behov for, har Apache Jakarta og Sun 
Microsystems12 udviklet en række standardtags, der kan gøres brug af. Disse kaldes under en hat for 
JSTL – JSP Standard Tag Library – og det er især disse, der er gjort brug af for at gøre websiderne 
dynamiske. 
 
JSTL kan betegnes som et sæt ”standardiserede” brugerdefinerede tags. Disse standardtags giver bl.a. 
mulighed for at hente og skrive data fra og til en database, ligesom det giver mulighed for at lave 
if/then konstruktioner samt mange andre mere eller mindre avancerede operationer 
 
 The JavaServer Pages Standard Tag Library (JSTL) encapsulates as simple tags the core 
 functionality common to many Web applications. JSTL has support for common, 
 structural tasks such as iteration and conditionals, tags for manipulating XML 
 documents, internationalization tags, and SQL tags. It also provides a framework for 
 integrating existing custom tags with JSTL tags.13 
 
Der findes følgende ”tag libraries” i JSTL, hvoraf de med fed markerede anvendes i Vidensdatabasen: 
 
JSTL core:   I dette bibliotek ligger de mest basale funktioner, som der er behov for. 
JSTL fmt :    Med dette bibliotek får man en række funktioner til at formatere tal og 
                                                 
12
 Apache Jakarta 2004 
13
 Sun Microsystems 2004 
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  datoer, så de passer til ens behov 
JSTL sql :  SQL-biblioteket giver selvsagt nogle effektive metoder til at kommunikere 
  med en database på. 
JSTL XML:  Bruges til behandlig af XML-data  
JSTL functions: Indeholder diverse funktioner til at arbejde med strenge (strings). 
 
For at benytte et standard tag bibliotek på en JSP-side, skal følgende direktiv stå øverst på siden: 
 
<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/sql" prefix="sql" %> 
 
I det viste tilfælde importeres standard bibliotekerne core og sql, og gøres tilgængelige henholdsvis 
med XML-navnerummet c og sql, således at man på siden blot indfører et tag med minimum de 
obligatoriske attributter opsat: 
 
<sql:query var="KnowledgeObjects" sql="SELECT * FROM KnowledgeObjects” /> 
 
Her laves en simple SQL projection med alle kolonner tilgængelige i databasens tabel 
KnowledgeObjects. Det returnerede resultatsæt vil herefter være tilgængelige for andre JSTL-tags under 
synonymet KnowledgeObjects defineret i var attributten. 
5.2.2.3 JSP-kode og benyttede standard tags i projektet 
I det følgende vil vi kort gennemgå de JSTL-tags, der benyttes i Vidensdatabasen, med kode-eksempler 
fra enkelte JSP-sider. 
 
Default.jsp (forsiden) 
I denne JSP-side benyttes flere forskellige standard tags: 
 
<sql:query var="sidste5" sql="SELECT ko.ID, ko.title, ko.description, ko.author, ko.created, 
kt.title AS ttitle 
     FROM knowledgeobjects ko JOIN knowledgetypes kt ON ko.objecttype = kt.ID 
     WHERE ROWNUM < 6 
     ORDER BY ko.ID DESC" /> 
 
SQL Query tag’en gemmer det returnerede resultatsæt fra den definerede sql-forespørgsel ”SELECT 
ko.ID…” i variablen “sidste5”, som så kan bruges senere af andre tags på siden. 
 
<c:forEach var="sidste5" begin="0" items="${sidste5.rows}"> 
  <tr> 
    <td> 
      <a href="/Display/Default.jsp?id=${sidste5.id}"> 
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      <c:choose> 
       <c:when test="${fn:length(sidste5.title)>32}">     
 ${fn:substring(sidste5.title,0,32)}... 
       </c:when> 
       <c:otherwise>${sidste5.title} 
       </c:otherwise> 
      </c:choose></a> 
    </td> 
    <td> 
       <fmt:formatDate type="both" dateStyle="default" timeStyle="short" 
 value="${sidste5.created}"/> 
    </td> 
    <td><center> 
      <c:choose> 
        <c:when test='${sidste5.ttitle == "Tekst"}'> 
            <img src="Images/Text_16.gif"/> 
        </c:when> 
        <c:when test='${sidste5.ttitle == "Hyperlink"}'> 
            <img src="Images/Link_16.gif"/> 
        </c:when> 
        <c:when test='${sidste5.ttitle == "Fil"}'> 
            <img src="Images/File_16.gif"/> 
        </c:when> 
        <c:otherwise></c:otherwise> 
      </c:choose> 
     </center> 
    </td> 
   </tr> 
</c:forEach> 
 
Denne kodestump indeholder tags’ne <c:forEach>, <c:choose>, <c:when>, <c:otherwise>, 
<fn:length>, <fn:substring> og <fmt:formatDate>.  
 
<c:forEach> benyttes til at gennemløbe den variabel, som resultatsættet af en sql-forespørgsel er gemt 
i; her kaldt sidste5. Den har attributterne items og begin, der definerer henholdsvis en samling af 
objekter, der skal løbes igennem, og på hvilken index-plads gennemløbet skal starte. For hvert objekt 
(eller her tuppel) den løber igennem, specificeres det, hvad der skal ske. Konstruktionen svarer altså til 
en for-løkke i Java, der løber et resultatsæt igennem. 
 
<c:choose>, og dens tilhørende tags <c:when> og <c:otherwise>, svarer til en if/else-konstruktion i 
Java. I dette konkrete tilfælde tjekkes for, hvorvidt det givne objekt er en fil, et link eller et stykke 
tekst, og derefter indsættes det tilsvarende ikon på siden.   
<c:when> indeholder attributten test, hvori test-betingelsen angives. 
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<fn:substring> bruges til at returnere antallet af karakterer i en streng, og i dette tilfælde er dette en 
testbetingelse, der bruges til at bestemme, om der skal laves en ”substring” af et givent Vidensobjekts 
titel. Dette er nødvendigt, hvis titlen har en længde på mere end 32 tegn, da layoutet på 
Vidensdatabasens forside ellers ville blive brudt. Hvis det er tilfældet, at titlen er på mere end 32 tegn, 
benyttes tag’en <fn:substring> til at returnere de første 32 tegn af strengen. Denne funktion bruger 
parametrene ” String, int, int”; disse angiver den streng, der skal opdeles, samt et fra/til-index, der 
ønskes returneret. 
 
<fmt:formatDate> har attributterne type, dateStyle, timeStyle og value.  
”type=both” angiver, at både datoen og tiden skal formateres. ”dateStyle=default” angiver hvilken 
formatering, datoen skal følge. Den følger dén semantik, der er defineret i Java’s klasse 
java.text.DateFormat. ”timeStyle=short” angiver ligeledes, hvilken formatering, tiden skal følge. 
Som med dateStyle, følger timeStyle også semantikken fra Javas klasse java.text.DateFormat. value 
angiver, hvilken dato og tid, der skal formateres. 
 
Display/Default.jsp (vis vidensobjekt) 
 
Den eneste standard tag, som denne JSP-side benytter, der ikke er beskrevet i forvejen er <c:set>. 
 
<c:set value="${param.id}" var="objectID" /> 
 
Denne tag har her attributterne value og var, der angiver hhv. en værdi, der skal gemmes og en ny 
variabel, det skal gemmes i. Af den vej bliver værdien tilgængelig for alle tags på siden. 
 
List/Default.jsp (vis oversigt) 
 
På denne JSP-side benytter vi, udover de tidligere beskrevede tags, <c:if>: 
 
<c:if test="${ param.bolsk == false }"> 
   <p>Viser nu alle versioner af objekterne.</p> 
     <sql:query var="KO" sql=" 
         SELECT kt.title AS ttitle, ko.title, ko.description, ko.created, ko.parent, 
 ko.id FROM knowledgeobjects ko JOIN KNOWLEDGETYPES kt ON ko.objecttype = 
 kt.id ORDER BY ko.title, kt.title"/> 
</c:if> 
 
Denne tag angiver, at hvis testen, der er angivet i attributten test lig sand, så skal tag’ens krop udføres. 
Denne tag svarer altså til en if-konstruktion i Java. 
5.2.3 Servlets 
Servletter er Java-klasser, der er designet specielt til at håndtere forespørgsler fra klient-siden i en 
klient/server-sammenhæng. Servletten afvikles på serveren, og bestemmer, hvad der skal ske, når 
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brugeren eksempelvis trykker på en knap. Servletten kunne her f.eks. være sat op til at sende en e-mail 
eller manipulere en database.  
 
En servlet-klasse skal nedarve fra Java-klassen HttpServlet og må som minimum implementere en af 
metoderne doPost() eller doGet(). Den første bliver kaldt ved en HTTP-POST forespørgsel (sendt i 
HTTP-headeren) og den sidste bliver kaldt, når der er tale om en ordinær GET forespørgsel (sendt via 
URL’en14). 
 
I det følgende gennemgås fragmenter af Java-koden til de servlets, som vi har udviklet til 
Vidensdatabasen. Den fulde kildekode kan ses som bilag til rapporten. 
 
MakeRelations.java 
 
public class MakeRelations extends HttpServlet { 
 
public void doPost(HttpServletRequest request, HttpServletResponse response) throws  
 ServletException, java.io.IOException {        
    try { 
        Connection connection = Connect.establishConn(); 
        String[] chosenObject = request.getParameterValues("chosenObject"); 
        String givenObject = request.getParameter("givenObject"); 
        String dobbel = request.getParameter("dobbel"); 
 
        Statement stmt = connection.createStatement(); 
 
        for (int i = 0; i < chosenObject.length; i++) { 
          try { 
             String s2 = "INSERT INTO Relations (objectA, objectB) VALUES (" +  
    givenObject + "," + chosenObject[i] + ")"; 
             s2 = Tools.convertToUTF8(s2); 
             stmt.executeUpdate(s2); 
 
          } catch (SQLException e) {…} 
 
          if (dobbel.equals("true")) {…}  
            
        } 
     }… 
 
MakeRelations nedarver, som alle andre servletter, fra klassen HttpServlet. MakeRelations kaldes på 
JSP-siden Relations/Default.jsp og Relations/MakeRelation.jsp. På disse sider forefindes HTML-
                                                 
14
 URL er en forkortelse af Uniform Resource Locator. Det er kort sagt en standardiseret metode til adressering af en 
ressource. 
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formularer, der når de indsendes (submits), kalder servletten. Servlettens doPost metode kaldes derefter 
og udføres. Først opretter den et Connection-objekt ved at kalde den statiske metode 
Connect.establishConn(), som opretter en forbindelse til databasen (klassen Connect beskrives senere). 
Derpå gemmes de parametre, som blev medsendt fra formularen, i hhv. en streng og et strenge-”array”. 
chosenObject indeholder den/de valgte vidensobjekter, der skal relateres til, og givenObject er det 
Vidensobjekt, der relateres fra. Parameteren dobbel bestemmer, hvorvidt det skal være en tovejs-
relation, og hvis dette er tilfældet, indsætter servletten endnu engang i tabellen Relations, men denne 
gang med relationen pegende ”den anden vej”. 
 
EmailServlet.java 
Denne klasse benyttes af en formular på JSP-siden Help/Default.jsp og består primært af to metoder: 
doPost og sendMessage. doPost gemmer og bearbejder parametrene fra formularen. Herefter kaldes 
metoden sendMessage, der får disse parametre med. Klassen er udviklet og tilpasset ud fra 
eksempelkode i bogen ”Java Servlet & JSP CookBook” (se litteraturliste). 
 
… 
    String smtpServ = DEFAULT_SERVER; 
    String from = request.getParameter("from"); 
    String to = "chru@ruc.dk, awesth@ruc.dk, nmp@ruc.dk";    
    String subject = "Vidensdatabase: " +request.getParameter("subject"); 
    String emailContent = request.getParameter("emailContent"); 
 
    response.setContentType("text/html"); 
 
    try { 
       sendMessage(smtpServ, to, from, subject, emailContent); 
    } catch (Exception e) {…}  
…  
 
Metoden sendMessage ser således ud: 
 
private void sendMessage(String smtpServer, String to, String from, String subject,  
   String emailContent) throws Exception { 
 
    Properties properties = System.getProperties(); 
    properties.put("mail.smtp.host", smtpServer); 
    Session session = Session.getDefaultInstance(properties); 
    Message mailMsg = new MimeMessage(session);//a new email message 
    InternetAddress[] addresses = null; 
 
    try { 
        if (to != null) { 
             addresses = InternetAddress.parse(to, false); 
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            mailMsg.setRecipients(Message.RecipientType.TO, addresses); 
         }  
        else { 
            throw new MessagingException( 
                "The mail message requires a 'To' address."); 
        } 
        if (from != null) { 
            mailMsg.setFrom(new InternetAddress(from)); 
        }  
        else { 
            throw new MessagingException( 
            "The mail message requires a valid 'From' address."); 
        } 
        if (subject != null) 
            mailMsg.setSubject(subject); 
 
        if (emailContent != null) 
            mailMsg.setText(emailContent); 
 
        Transport.send(mailMsg); 
 
     } catch (Exception exc) {…} 
} 
Først gemmes mailserver-adressen i det til lejligheden skabte ”Properties”-objekt, så standard-
sessionen (”Default Session”) kan benytte sig af denne. Derpå skabes en ny e-mail i MIME-format15 
(”Message mailMsg = new MimeMessage(session)”) samt en tom tabel af internetadresser, som derefter 
fyldes op med de gemte ”til”-adresser. Efter at have gemt de forskellige parametre som hhv. emne, 
indhold og ”fra”-adresse, sendes e-mailen ved at kalde metoden Transport.send. 
 
Connect.java 
Proceduren med at få oprettet en forbindelse til databasen kræver nogle indledende krumspring, der i 
praksis er de samme hver gang. Til at udfylde dette behov findes Connect-klassen. Til testformål kan 
anvendes JDBC’s DriverManager til at håndtere opkaldet til databasen, men det er en løsning, der i 
produktionsøjemed ikke er holdbar (se afsnit 5.2.4 om DataSource). I stedet anvendes interfacet 
DataSource, som slås op vha. et JNDI-kald i Tomcats comp/env direktorie. 
 
public class Connect { 
    public static Connection establishConn() throws NamingException, SQLException { 
        Context ctx = new InitialContext(); 
                                                 
15
 MIME (Multi-Purpose Internet Mail Extensions) er en udvidelse af den originale internet-e-mail-protokol, som giver 
mulighed for at protokollen bruges til at udveksle forskellige former for data filer over internettet: Lyd, video, billeder, 
programmer m.m., såvel som ASCII tekst jævnfør den gamle protokol; Simple Mail Transport Protocol (SMTP)
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        Context env = (Context) ctx.lookup("java:comp/env"); 
        DataSource ds = (DataSource) env.lookup("jdbc/oracle-9i-vidensdeling"); 
        Connection conn = ds.getConnection(); 
        return conn; 
    } 
} 
 
CreateKnowledgeObject.java 
Klassen anvendes i to forskellige kontekster og divergerer en smule i dens funktion afhængig af 
hvilken af de to den bliver invokeret fra. Når Vidensobjekter oprettes eller bliver revideret kaldes 
Servletten, hvorpå der tages lidt forskellige forbehold i eksekveringen. Ved oprettelse skal alle felter 
være udfyldt, hvorimod der i det Videnstypespecfikke felt af fil-typen godt må udelades en fil ved 
revidering af et Vidensobjekt. Yderligere skal der ved revidering laves en kopi af moderobjektets 
relationer, så det nye Vidensobjekt altså laver en form for nedarvning af det oprindelige Vidensobjekts 
erklærede relationer. Nedenfor ses en koncentreret version af servlettens indmad, hele servletten kan 
natuligvis findes i kildekoden under bilag. Al udkommenteret tekst efterfulgt af en stjerne skal læses 
som en erstatning for et stykke kode. 
 
public class CreateKnowledgeObject extends HttpServlet { 
    public void doPost(HttpServletRequest request, HttpServletResponse response) { 
        try { 
            connection = Connect.establishConn(); 
            // * skaber ny uploadfile håndtering 
            // * Sætter uploadparametre  
  // * Indlæser alle informationer fra webformuleren 
            if (parent.length() > 0)  
                s = "INSERT INTO KnowledgeObjects (…, PARENT)"; 
            else 
                s = "INSERT INTO KnowledgeObjects (…)"; 
            s = Tools.convertToUTF8(s); 
            Statement stmt = connection.createStatement(); 
            stmt.executeUpdate(s); 
 
            // * knowledgeObjec tID lig Sequence_KnowledgeObjectsID.currval 
 
            if (parent.length() > 0){ 
                // * kalder "CALL CopyRelations(?, ?)";  
     //I tilfælde af at det nye object er en revision 
            } 
 
            if (type == 4) { 
  // indsætter tekst I tabellen Quotes. 
            }  
else if (type == 6) { 
                // * Tjekker om filen er gyldig, via en multipart kommando 
 
                if (fileItem.getName().length()>0) {                                              
                    // Opretter ny fil, hvis der er angivet et filnavn.                    
                    InputStream in = fileItem.getInputStream(); 
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                    String qry1 = "INSERT INTO Files (id, binary, fileType, 
fileName) VALUES (?,EMPTY_BLOB(),?,?)"; 
                    PreparedStatement pstmt = connection.prepareStatement(qry1); 
                    pstmt.setInt(1, knowledgeObjectID); 
                    pstmt.setString(2, fileItem.getContentType()); 
                    pstmt.setString(3, fileItem.getName()); 
                    int result = pstmt.executeUpdate(); 
                    pstmt.close(); 
 
                       if (result == 1) connection.setAutoCommit(false); 
                        pstmt = connection.prepareStatement( 
                        "SELECT binary FROM Files WHERE id=? FOR UPDATE"); 
                        pstmt.setInt(1, knowledgeObjectID); 
                        ResultSet resultset = pstmt.executeQuery(); 
 
                        if (resultset.next()) { 
                            BLOB blob = (BLOB) resultset.getBlob(1); 
                            OutputStream w = blob.getBinaryOutputStream(); 
                            byte[] buffer = new byte[1024]; 
                            int bytesRead = 0; 
                            while ((bytesRead = in.read(buffer)) > 0) { 
                                w.write(buffer, 0, bytesRead); 
                                w.flush(); 
                            } 
                        } 
                        connection.commit(); 
                        connection.setAutoCommit(true); 
                        pstmt.close(); 
                    }                        
                }  
         else  
                    // Kopiere eksisterende fil…                    
                    String qryl2 = "INSERT INTO FILES (id, binary, fileType, 
fileName) SELECT ?, binary, fileType, fileName FROM Files WHERE ID=?"; 
                    PreparedStatement pstmt2 = connection.prepareStatement(qryl2); 
                    pstmt2.setInt(1, knowledgeObjectID); 
                    pstmt2.setInt(2, Integer.parseInt(parent)); 
                    pstmt2.executeUpdate(); 
                    pstmt2.close(); 
                } 
            } else if (type == 5) { 
                // indsætter link I Hyperlinks. 
            } 
                // fanger diverse undtagelser 
        } finally { 
            try { 
                connection.close(); 
            } catch (SQLException e) { 
                e.printStackTrace(out); 
            } 
        } 
    // Videre sender brugeren til en side der viser det nyoprettede object. 
    } 
} 
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Først etableres forbindelse til databasen vha. Connection-klassen; derefter indlæses diverse værdier som 
strenge og numre ind fra webformularen, der har foretaget et kald af selve servletten. 
”Revider objekt”- formularen sætter parent-værdi lig med det oprindelige Vidensobjekts ID-værdi. 
Herefter klargøres det første SQL-kald, der indsætter værdierne fra formularen i hovedtabellen 
KnowledgeObjects. Servletten oplyser ikke hvad ID-værdien skal være; denne opgave varetages af en 
udløser i selve databasen, som tidligere beskrevet. 
 
Ikke desto mindre skal ID’et efterfølgende være kendt for servletten, da der også skal oprettes en 
entitetsforekomst i en af de tre type specifikke tabeller. Derfor kaldes sekvensens currval-metode, som 
returnerer den nuværende værdi i den pågældende session, hvilket er den senest oprettede ID-værdi. 
 
            String sql = "SELECT Sequence_KnowledgeObjectsID.currval FROM dual"; 
            ResultSet rs = stmt.executeQuery(sql); 
            rs.next(); 
 
            knowledgeObjectID = rs.getInt(1); 
 
I det tilfælde, hvor der er tale om en revision af et allerede eksisterende objekt, bliver der foretaget et 
kald til databaseproceduren Copy_Relations. Vi valgte at lade databasen stå for denne funktionalitet, da 
det ville blive en anelse klodset, hvis denne duplikering skulle foretages i selve servletten. Proceduren 
sørger kort fortalt for at kopiere det reviderede Vidensobjekts relationer og oprette nye relationer 
mellem det nyoprettede Vidensobjekt og det revideredes referencer. 
 
            if (parent.length() > 0){ 
                String qry1 = "CALL CopyRelations(?, ?)"; 
                PreparedStatement pstmt = connection.prepareStatement(qry1); 
                pstmt.setInt(1, Integer.parseInt(parent)); 
                pstmt.setInt(2, knowledgeObjectID); 
                pstmt.executeUpdate(); 
            } 
 
Oprettelsen af Videnstypespecifikt indhold som tekst og hyperlinks er forholdsvis ligetil og simpel, fil-
upload og indsættelse i databasen er en anelse mere kompliceret, men det bliver først problematisk, når 
et eksisterende Vidensobjekt af fil-typen skal revideres. 
 
Vi besluttede, at det ved en revidering af et eksisterende Vidensobjekt skulle være muligt at lægge en 
ny fil op, og samtidig skulle det også være muligt at bibeholde den eksisterende, i tilfælde af at den nye 
revision kun indeholdt rettelser til eksempelvis beskrivelsen eller titlen på Vidensobjektet. 
 
I det tilfælde, hvor der lægges en ny fil op, oprettes der ganske simpelt en enititetsforekomst i tabellen 
Files med indholdet af den nye fil. I tilfælde af, at der ikke angives en ny fil, endte vi med at tage en 
kopi af det reviderede Vidensobjekts eksisterende fil og indsætte den igen i den nye revisions 
forekomst. Det vil sige, at der er mulighed for, at præcis den samme fil forekommer flere gange. 
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Det er selvfølgelig ikke optimalt at konstruere et system med mulighed for den slags redundant 
information. Problemet kan løses ved at oprette endnu en nedarvningsfunktion, eller der kunne oprettes 
en ny attribut i tabellen, som, i tilfælde af en ny revision, sættes til at pege på en allerede eksisterende 
fil.    
5.2.4 DataSource 
Til at åbne forbindelse til databasen fra Java anvendes JDBC (Java Database Connectivity) 
tværplatformskapabilitet i forbindelse med DBMS’er. Der findes to basale grundstrukturer til at 
etablere et databasekald via Java. Den ene opretter én direkte session vha. en DriverManager, og den 
anden forvalter en pulje af forbindelser til databasen (DataSource), som dernæst kan ”lånes” af den 
enkelte webapplikation. Det er den sidste løsning, der er valgt implementeret i Vidensdatabasen. 
 
DataSource interfacet (tilgængeligt siden JDBC 2.0 API) har en række fordele frem for en 
DriverManager, hvis eneste force er, at etablering i Java første gang går hurtigere end at anvende 
DataSources. DriverManager er rent ydelsesmæssigt lig DataSources, men den er altså hurtigere at lave 
en implementering af. DataSources har, til forskel fra DriverManager, den styrke, at den håndteres af et 
lag mellem Java-koden og Databasen. I dette tilfælde er det Tomcat, der administrerer dette mellemlag. 
I den forbindelse åbnes muligheden for, at applikationen som hele begrænses til n-antal sessioner i 
databasen. Yderligere understøtter DataSource-interfacet endnu et mellemlag, en transaktions-manager, 
med mulighed for distribuerede transaktioner (benyttes dog ikke i den nuværende version af 
Vidensdatabasen). 
 
Hvor mange forbindelser, der konkret rådes over i puljen, defineres med en attribut i en af Tomcats 
XML-konfigurationsfiler. Dette kan enten ske i den enkelte kontekst (fx /webapps/ROOT/META-
INF/context.xml) og er dermed kun tilgængeligt for den enkelte applikation eller globalt for alle mulige 
applikationer i Tomcat, hvilket så sker i /conf/server.xml. I én af disse konfigurationsfiler oprettes en 
Ressource-tag med alle de informationer, der behøves til oprettelsen af den enkelte instans (den enkelte 
forbindelse i puljen). Det drejer sig om databasens netværksadresse (angivet som DNS eller IP), 
brugernavn, kodeord, type, factory, idle-tidsudkobling, etablerings-tidsudkobling og driver-klasse. 
Hermed undgås det, at disse oplysninger skal defineres hver eneste gang de anvendes i Servlets, Beans 
eller JSP-siderne. Sideløbene åbner det døren for, at man med ét snuptag kan skifte databasen ud i hele 
applikationen – fx relevant ved en opgradering fra Oracle 9i til Oracle 10g. 
 
Når DataSources er konfigureret korrekt (hvilket foregår markant anderledes i Tomcat 5.5 end i de 
tidligere versioner), defineres endvidere et ”håndtag” i form af et element i JNDI for den pågældende 
ressource. Dette element kan dernæst slås op i JNDI-registeret, der dermed fungerer som den lim, der 
binder de to lag, henholdsvis DataSources og webapplikationen, sammen. 
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6 Brugervejledning 
For at logge på Vidensdatabase 1.0, følg da vejledningen i afsnit 3.1, Kom hurtigt i gang. 
Her kan du også læse, hvordan du opretter dit første Vidensobjekt.  
 
De andre funktionaliteter i Vidensdatabasen 1.0 er: 
 
- Søg Vidensobjekt 
- Vis Vidensobjekt 
- Opret relationer 
- Revidér et Vidensobjekt 
6.1 Søg Vidensobjekt 
Du har to muligheder, når du skal finde et Vidensobjekt. Den første mulighed er at vise en oversigt 
over samtlige Vidensobjekter, der findes i databasen. Dette gør du ved at klikke på knappen ”Vis 
Oversigt” på forsiden: 
 
 
Når du klikker på denne knap fremkommer følgende skærmbillede: 
 
 
Side 36 af 95 
 
Som standard vises kun de nyeste revisioner. Hvis du ønsker at se samtlige revisioner af et objekt, skal 
du vælge ”Vis alle revisioner” og trykke på ”Opdater”: 
 
 
 
Den anden måde at søge efter et Vidensobjekt på er at benytte søgefunktionen, der ligger øverst i højre 
side af skærmbilledet og er tilgængelig fra alle sider i Vidensdatabase 1.0: 
 
 
 
Du kan søge i titel og beskrivelse i samtlige Vidensobjekter. Søgeresultatet vises på en ny side. 
6.2 Vis Vidensobjekt 
Når du har fundet en række vidensobjekter frem vha. en søgning, kan du klikke på titlen for det 
ønskede Vidensobjekt for at vise det. Følgende skærmbillede med Vidensobjektets informationer vil så 
blive vist i browseren: 
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6.3 Opret relationer 
Når der vises et Vidensobjekt, som i det foregående eksempel, er det muligt at oprette en relation til et 
andet Vidensobjekt i databasen. For at gøre dette skal du klikke på knappen ”Opret Relation”. 
Følgende skærmbillede vil derpå fremkomme: 
 
 
 
For at oprette en relation vælger du blot det ønskede objekt fra listen. Du kan vælge, hvorvidt det skal 
være en envejs- eller en tovejs-relation. Hvis du vælger envejs-relation, og i dette tilfælde vælger 
Vidensobjektet ”Billede - Christina”, er det kun ”Billede - Andreas”, der vil pege på ”Billede - 
Christina” og ikke omvendt. Hvis du derimod vælger tovejs-relation, vil begge objekter relatere til 
hinanden. 
6.4 Revidér et Vidensobjekt 
Hvis et Vidensobjekts information pludselig er blevet forældet, eller du vil tilføje yderligere 
information, har du mulighed for at revidere Vidensobjektet. I så fald vil der blive skabt et nyt 
Vidensobjekt, der ”nedarver” fra det første objekt. Når Vidensobjektet vises, vil tidligere revisioner 
blive vist på samme side, og det vil være muligt at klikke sig videre til dem. Når du vil revidere et 
Vidensobjekt, klikker du blot på knappen ”Revider objekt”, når Vidensobjektet vises. Følgende 
skærmbillede vil da fremkomme: 
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7 Afprøvning 
Afprøvningsafsnittet er opdelt i to områder. Først gennemtestes Vidensdatabasen ud fra et ”Blackbox”-
princip, hvor det altså kun er selve funktionaliteterne der er i fokus. Efterfølgende diskuteres 
implementeringen af funktionerne, og der er skitseret forskellige løsningsforslag.  
7.1 Test af grundfunktioner i Vidensdatabase 1.0 
I dette afsnit vil vi planlægge og gennemføre en test af grundfunktionerne i Vidensdatabase 1.0. 
Afprøvningen vil foregå efter ”Blackbox”-princippet, hvor vi kigger på systemet som en helhed, giver 
et input og forventer et bestemt output. 
  
Funktionerne, der testes, er følgende: 
 
– Oprettelse af Vidensobjekter 
– Oprettelse af relationer 
– Revidering af Vidensobjekter 
– Søgning 
– Visning af Vidensobjekter 
– Afprøvning af e-mail-afsendelse 
 
Til formålet er konstrueret følgende testskema, der ligger til grund for afprøvningen: 
 
Testet funktion Navn på funktionen, f.eks. ”Opret Vidensobjekt” 
Hvordan Hvilke knapper klikkes der på, og hvilke data ønskes 
indsat/vist/sendt? 
Forventet resultat Det forventede resultat 
Faktisk resultat Det faktiske resultat 
Konklusion på test Stemmer det forventede resultat overens med det faktiske? Hvis nej, 
hvorfor ikke? Og hvordan kan problemet afhjælpes? 
 
I det følgende afsnit vil vi præsentere et samlet overblik over resultatet af testforløbet, og derefter vil 
resultatet af de enkelte funktioners test blive gennemgået i detaljer. 
7.1.1 Overblik over testresultater 
 
Testet funktion Forventet resultat Faktisk resultat Succes? 
Opret 
Vidensobjekt(er) 
Vidensobjekt(er) oprettet Vidensobjekt(er) 
oprettet 
Ja 
Opret relation(er) Relation(er) oprettet Relation(er) oprettet Ja 
Revidér 
Vidensobjekt 
Nyt Vidensobjekt skabt på 
baggrund af det gamle. 
Nyt Vidensobjekt 
skabt på baggrund af 
det gamle. 
Ja 
Søg Vidensobjekt Søgeresultat vises på skærm Søgeresultat vises på Ja 
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med forventet antal poster skærm med forventet 
antal poster 
Vis Vidensobjekt Vidensobjekt vises på 
skærm, inkl. relationer og 
revideringer 
Vidensobjekt vises på 
skærm, inkl. 
relationer og 
revideringer 
Delvist 
E-mail-afsendelse E-mail afsendes til og 
modtages af chru@ruc.dk, 
awesth@ruc.dk og 
nmp@ruc.dk 
E-mail afsendt til og 
modtaget af 
chru@ruc.dk, 
awesth@ruc.dk og 
nmp@ruc.dk 
Ja 
 
Testen ”Vis Vidensobjekt” var en succes, men afslørede dog en alvorlig fejl ved særlige 
relationsløkker. Fejlen vil blive gennemgået i detaljer i afsnittet Cykliske relationer.  
7.1.2 Afprøvningen i detaljer 
7.1.2.1 Opret Vidensobjekt 
Testet funktion ”Opret Vidensobjekt” 
Hvordan For at oprette et Vidensobjekt, trykkes på knappen ”Opret 
Vidensobjekt” på forsiden. Der ønskes at indsætte følgende data i 
Vidensdatabasen: 
 
- En artikel (tekst på max 4000 tegn) 
- Et hyperlink til http://www.ruc.dk 
- Et billede på ca. 100 KB og et på ca. 2 MB 
 
For at teste, hvad der sker, hvis der forsøges indsat en tekst på mere en 
4000 tegn, som er grænsen for denne attribut i databasen, vil følgende 
blive forsøgt indsat: 
 
– En artikel (tekst på mere end 4000 tegn) 
 
Desuden vil følgende blive testet: 
 
– Kan man benytte HTML-tags i indsættelsen af tekst? 
– Virker et link, hvis det ikke oprettes med ”http” foran, men 
kun: www.ruc.dk  
– Kan man oprette et Hyperlink-objekt, uden at angive et 
hyperlink?  
– Kan man oprette et Tekst-objekt uden angivelse af typespecifik 
tekst? 
Forventet resultat Det forventes, at alle ovenstående afprøvninger afsluttes med succes, 
på nær indsættelsen af mere end 4000 tegn. Det vides ikke pt. hvad 
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resultatet af dette forsøg vil være. 
Det burde desuden ikke være muligt at oprette Vidensobjekter uden at 
alle felter bliver udfyldt. 
Faktisk resultat En artikel (tekst på max 4000 tegn) 
Tekst blev uploadet uden problemer. 
 
Et hyperlink til http://www.ruc.dk 
Hyperlink oprettet uden problemer. 
 
Et billede på ca. 100 KB 
Billede på 107 KB blev uploadet uden problemer. 
Et billede på ca. 2 MB 
Billede på ca. 2 MB blev uploadet uden problemer. 
 
En artikel (tekst på mere end 4000 tegn) 
Tekst uploadet uden problemer, men automatisk forkortet, da længden 
var for lang. 
 
Kan man benytte HTML-tags i indsættelsen af tekst? 
Ja, HTML-tags bliver tilsyneladende fortolket korrekt.  
 
Virker et link, hvis det ikke oprettes med ”http” foran, men kun: 
www.ruc.dk  
Hyperlink oprettet uden problemer. ”http://” automatisk sat foran link. 
 
Kan man oprette et Hyperlink-objekt, uden at angive et 
hyperlink?  
Nej, Vidensdatabasen giver fejlbesked i en popup-boks, som 
forventet. 
 
Kan man oprette et Tekst-objekt uden angivelse af typespecifik 
tekst? 
Nej, Vidensdatabasen giver fejlbesked i en popup-boks, som 
forventet. 
Konklusion på test Ja, det opnåede resultat af afprøvningen stemmer overens med det 
forventede resultat. 
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7.1.2.2 Opret relation 
Testet funktion ”Opret relation” 
Hvordan Der er to muligheder for at oprette relationer mellem Vidensobjekter: 
1) Enten trykker man på knappen ”Opret relation”, når et givent 
Vidensobjekt vises, eller 2) Der trykkes på knappen ”Opret 
Relationer” på forsiden. Følgende vil forsøges testet: 
 
Mulighed 1) 
- Oprettelse af envejs-relationer til et eller flere objekter fra det 
givne objekt 
- Oprettelse af tovejs-relationer til et eller flere objekter fra det 
givne objekt 
Mulighed 2) 
- Oprettelse af envejs-relationer fra/til et Vidensobjekter 
- Oprettelse af tovejs-relationer fra/til et Vidensobjekter 
Mulighed 3) 
- Oprettelse af relationer fra/til det samme Vidensobjekt 
Forventet resultat Alle ovennævnte afprøvninger forventes at oprette en eller flere 
relationer, uden at der opstår fejl. 
Faktisk resultat Mulighed 1: 
Oprettelse af envejs-relationer til et eller flere objekter fra det 
givne objekt 
Test OK, resultat som forventet. 
 
Oprettelse af tovejs-relationer til et eller flere objekter fra det 
givne objekt 
Test OK, resultat som forventet. 
 
Mulighed 2: 
Oprettelse af envejs-relationer fra/til et Vidensobjekter. 
Test OK, resultat som forventet. 
 
Oprettelse af tovejs-relationer fra/til et Vidensobjekter. 
Test OK, resultat som forventet. 
 
Mulighed 3: 
Oprettelse af relationer fra/til det samme Vidensobjekt 
Test OK, resultat som forventet. Kan ikke oprettes pga. en 
begrænsning i databasen. Brugeren får dog ikke besked om dette. 
Konklusion på test Ja, det opnåede resultat af afprøvningen stemmer overens med det 
forventede resultat. Om end vi i løbet af denne tekst konstaterede de 
problematiske cykliske relationer. 
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7.1.2.3 Revidér Vidensobjekt 
Testet funktion ”Revidér Vidensobjekt” 
Hvordan Forsøg 1) 
Der forsøges revideret Vidensobjekter af alle tre typer: Tekst, Fil og 
Hyperlink. Ved revideringen indtastes nye oplysninger i det 
Videnstypespecifikke felt. 
 
Forsøg 2) 
Derudover foretages der for alle tre typer en afprøvning af, hvad der 
sker, hvis et Videnstypespecifikt felt ikke udfyldes ved revideringen. 
Forventet resultat Alle ovennævnte afprøvninger i forsøg 1 forventes at oprette et 
revideret Vidensobjekt, uden at der opstår fejl. I forsøg 2 vides ikke, 
om der vil opstå fejl, når det drejer sig om Tekst- og Hyperlink-
objekter. Når det drejer sig om et Fil-objekt, vil det ikke have nogen 
betydning, hvis der ikke angives en fil, idet den gamle fil i dette 
tilfælde automatisk oprettes i det nye objekt. 
Faktisk resultat Forsøg 1: 
Fil: Objektet blev oprettet korrekt. 
Tekst: Opdatering af tekst gik som forventet, resultat ok. 
Hyperlink: Opdatering af Hyperlink gik som forventet, resultat ok. 
 
Forsøg 2: 
Fil: Opdatering af fil, her gik revidering godt, og den gamle fil blev 
”genbrugt”. 
Tekst: Opdatering af tekst kunne ikke lade sig gøre uden angivelse af 
typespecifik tekst, hvilket er et tilfredsstillende resultat.  
Hyperlink: Opdatering af hyperlink kunne ikke lade sig gøre uden 
angivelse af typespecifik tekst, hvilket er et tilfredsstillende resultat.  
Konklusion på test Ja, det opnåede resultat af afprøvningen stemmer overens med det 
forventede resultat. 
7.1.2.4 Søg Vidensobjekt 
Testet funktion ”Søg Vidensobjekt” 
Hvordan Der søges efter Vidensobjekter vha. søgefunktionen på toppen af 
siden. På baggrund af de data, vi véd ligger i Vidensdatabasen på 
testtidspunktet laver vi følgende søgninger: 
 
- ”500” 
- ”Musik” 
- ”i” 
- ”Link” 
Forventet resultat Da søgeresultatet kun viser de nyeste udgaver, burde de ovenstående 
søgninger resultere i følgende: 
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”500”:  3 poster 
”Musik”:  2 poster 
”i”:  9 poster 
”Link”:  2 poster 
 
Faktisk resultat Resultatet stemmer overens med forventningerne. 
Konklusion på test Ja, det opnåede resultat af afprøvningen stemmer overens med det 
forventede resultat. 
7.1.2.5 Vis et Vidensobjekt 
Testet funktion ”Vis Vidensobjekt” 
Hvordan Efter at have foretaget en søgning, klikkes der på 3 forskellige 
Vidensobjekter for at vise dem:  
En Fil, et Hyperlink og en Tekst. 
Desuden testes det, om der kan downloades Fil-objekter. 
Forventet resultat Alle tre forsøg burde resultere i en succesfuld visning, hvor alle 
informationer kan ses, ligesom downloading af et Fil-objekt til egen 
computer burde foregå smertefrit. 
Faktisk resultat Visning af alle tre typer af Vidensobjekter gik umiddelbart fint, men 
der blev dog afsløret en større fejl i visningen, hvis et Vidensobjekt 
har cykliske relationer. 
 
Download af Fil gik fint. 
Konklusion på test Ja, det opnåede resultat af afprøvningen stemmer overens med det 
forventede resultat, bortset fra det beskrevne problem med cykliske 
relationer. 
7.1.2.6 Afsend e-mail fra ”Hjælp”-siden 
Testet funktion ”Afsend e-mail” 
Hvordan Der forsøges afsendt en e-mail fra formularen på ”Hjælp”-siden. 
 
Det forsøges at sende en mail med 1) alle informationer skrevet i 
formularen, 2) manglende eller mangelfuld e-mail-adresse, 3) 
manglende emne og 4) manglende kommentar. 
Forventet resultat Mulighed nr. 1,3 og 4 burde resultere i en succesfuld afsendelse af e-
mail, mens mulighed nr. 2 burde resultere i, at der bliver vist siden 
”Fejl – Din email er ikke blevet sendt”. 
Faktisk resultat Mulighed nr. 1,3 og 4 afsendt og modtaget korrekt. Mulighed nr. 2 
resulterede i, at den forventede fejlside blev vist. 
Konklusion på test Ja, det opnåede resultat af afprøvningen stemmer overens med det 
forventede resultat. 
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7.2 Transaktioner 
I de tidlige versioner af prototypen anvendtes der på intet tidspunkt transaktioner, men afprøvninger 
afslørede hurtigt, at dette ville være hensigtsmæssigt. Problemet opstår ved oprettelse af Vidensobjekter 
og revidering af Vidensobjekter. I disse to forskellige kontekster, er der tale om en mængde af SQL-
kald der udføres og skal lykkes, hvis den overordnede operation skal være en succes. Fejler en eller 
flere af disse SQL-kald vil Vidensobjektet være korrupt og databasen vil overordnet set ikke længere 
være konsistent. 
 
Ved at anvende transaktioner – hvor det er relevant – vil disse problemer undgås og der vil (implicit) 
være sikkerhed for, at databasen til alle tider lever op til ACID-betingelserne. ACID er i database 
sammenhæng en forkortelse for fire konstitutive krav: 
 
1. Atomicity 
Handlingen kan ikke udføres delvist, men må altid ske fuldkomment, da der ellers vil blive 
foretaget et såkaldt ”rollback”. 
2. Consistency 
Databasen som helhed føres fra en konsistent tilstand til en anden; der må kort sagt ikke opstå 
uregelmæssigheder. 
3. Isolation 
Handlingen foregår isoleret fra andre processer og påvirker dem dermed heller ikke, hvis den 
eller andre handlinger fejler undervejs. 
4. Durability 
En gennemført transaktion vil med sikkerhed ikke senere forsvinde. Der er garanti for, at den er 
gemt i databasen. 
 
En transaktion kan håndteres direkte i Javakoden via JDBC, sådan kode ser således ud: 
 
Connection connection = Connection.establishConn (); 
 
connection.setAutoCommit(false); // Gem først handling, ved eksplicit kald 
 
Statement stmt = con.createStatement(); 
 
stmt.executeUpdate([udført manipulerende SQL-kald]); 
 
if(somethingFailed) 
 connection.roolback(); // Fortryd handling 
else 
 connection.commit(); // Gem handling 
 
I J2EE regi vil man kunne skyde et mellemlag ind til at håndtere disse transaktioner. Det er specielt 
relevant i det tilfælde, at man anvender mange forskellige distribuerede ressourcer – fx flere databaser. 
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I så fald vil en ”External Transaction Manager” kunne gøres ansvarlig for, at denne opgave forløber 
ifølge ACID-betingelserne, på tværs af flere bagvedliggende systemer. 
7.3 SQL Injections16 
”SQL Injections” er det engelske udtryk for en måde, hvormed man kan kompromittere sikkerheden i 
relation til databasen. Princippet er, at brugeren kan injicere SQL-kode i det på serveren definerede 
SQL-kald. For at det skal kunne lade sig gøre forudsættes, at en eller flere variabler i SQL-kaldene er 
brugerdefinerede. Man kan eksempelvis forestille sig, at der skal udtrækkes de generelle informationer 
for et bestemt Vidensobjekt. Det foregår ved at lave følgende SQL-kald på en JSP-side: 
 
SELECT title, description FROM KnowledgeObjects WHERE id=${param.id}; 
 
SQL-kaldet udtrækker title og description attributer for et bestemt Vidensobjekt vha. en WHERE 
klausul. ${param.id} er JSP’s repræsentation af parameteren id, tilsendt via enten et POST eller GET 
HTTP kald. Sådanne forespørgsler er meget almindelige, og den viden kan brugeren udnytte, ved fx at 
sørge for, at id-parameteren, der egentlig kun er tiltænkt at indeholde et nummer (Integer) bliver sat til: 
 
-1; DELETE FROM KnowledgeObjects; COMMIT; 
 
Når denne fjendtlige parameter bliver indsat, bliver produktet, at følgende skadelige SQL-kald bliver 
eksekveret: 
 
SELECT title, description FROM KnowledgeObjects WHERE id=-1; DELETE FROM KnowledgeObjects; 
COMMIT; 
 
Konsekvensen er, at der ikke bliver skrevet noget Vidensobjekt ud på JSP-siden; men hvad meget 
værre er, så bliver alle data i databasen slettet. Andre typer af angreb kan indebære, at databasebrugere 
bliver slettet, at brugeres password bliver afsløret eller endnu værre, at der sendes kode til serverens 
konsol, hvorved der er ubegrænset adgang til hele systemet. 
 
Der findes heldigvis metoder til at undgå denne slags angreb. En af metoderne er at anvende JDBC’s 
”Prepared Statements” og indsætte variabler som parametriserede variable, hvilket indebærer et 
typetjek, hvormed ovenstående eksempel i hvert fald er udelukket. Den anden er at pakke SQL-kald ind 
i Oracle Procedures eller Functions; herved åbnes også automatisk et typetjek, og det er muligt at sætte 
egne sikkerhedsforanstaltninger i koden ind, én gang for alle. 
 
Globalt kan man begrænse skaderne ved at oprette en særlig bruger til webapplikationen med 
begrænsede rettigheder. Eksempelvis kan det her forbydes adgang til SQL DROP TABLE, SQL TRUNCATE 
TABLE mv. 
                                                 
16
 Integrigy 2004 
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7.4 HTML Injections 
At injicere HTML-kode følger samme princip som SQL-injicering, om end skaderne det forsager er 
meget mere begrænsede. Alligevel kan injiceret HTML-kode udgøre et problem, hvis kravet er at 
systemet skal være stabilt og ikke må gå i stykker i tide og utide – og sådan forholder det sig trods alt 
ofte. Problemet med injiceret HTML opstår, hvis en ondsindet, uvidende eller uheldig bruger fx 
indsætter uafsluttede HTML-tags eller HTML-udkommenterings-tags. Indsættes eksempelvis følgende 
i et Vidensobjekts beskrivelse: 
 
<h1>Strømsvigt er et overset it-problem</h1> 
Hvert år rammes Danmark af et stort antal kortvarige strømsvigt, men alligevel vælger kun få 
virksomheder at sikre sig med en lokal strømforsyning. 
<!-- artikel fra comon.dk 
 
Vil det have den konsekvens, at alt under beskrivelsen vil blive skjult, som følge af den uafsluttede 
kommenteringstag. Med lidt snilde er det endog muligt at bruge denne sårbarhed til at udføre egentlige 
”phishing”-angreb. Der kan f.eks. nemt indsættes en ekstra HTML-form på forsiden, der beder 
brugeren om brugernavn og kodeord, der herefter, ubemærket, kan transmitteres til en ekstern 
opsamlingsserver. 
 
En løsning kan være at skrive en algoritme, der udluger HTML-tags i koden eller bedre; verificerer 
dens gyldighed og legitimitet. At den er gyldig vil sige, at den overholder W3’s HTML-standard, og at 
den er legitim, vil f.eks. betyde, at form- og script-tags ikke er tilladt. 
7.5 Cykliske relationer 
Relationernes virkemåde i Vidensdatabasen medfører, at der kan opstå såkaldte cykliske relationer, 
også refereret til som selv-referentielle relationer. Relationer kan beskrives i en retningsbestemt graf, 
der fx kan se således ud, hvor hvert punkt udgør et Vidensobjekt: 
 
 
Retningsbestemt graf med selv-referentiel-reference til begyndelsesobjektet 
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Retningsbestemt graf med cyklisk relation til moderobjektet (A1) 
 
Problemerne opstår i første eksempel, fordi Vidensobjekt C her tilfældigvis peger på A, og dermed 
opstår der en cyklisk relation (selv-referentiel-reference til begyndelsesobjektet). 
 
Til at gennemløbe relationerne anvendes Oracles proprietære SQL-kommando CONNECT BY PRIOR, 
hvor Vidensobjektets relationer bliver gennemløbet én for en. Til at begynde med opdagede vi (ved et 
tilfælde) kun problemet, når der opstod en selv-referentiel-reference til begyndelsesobjektet (i 
ovenstående graf kaldet A) eller til et evt. moderobjekt (eksempel 2), hvorefter vi forsøgte at omgå 
dette ved at tjekke for sådanne ”fejlslutninger”. 
 
 
Retningsbestemt graf med cyklisk relation i blad  
 
Problemet opstår dog igen, når der bliver oprettet flere relationer, på kryds og tværs af hinanden. 
Hermed opstår nye uendelige løkker, som vi ikke umiddelbart kan tage højde for i et almindeligt SQL-
kald. Vi undersøgte om det var muligt at bryde løkken i selve SQL forespørgslen. Det kan lade sig gøre 
ved at gøre brug af en pseudorække ved navn CONNECT_BY_ISCYCLE og den særlige 
Side 48 af 95 
NO_CYCLE17 kommando, som dog kun er til rådighed i den nyeste ”Bleeding Edge”, version 10g af 
Oracles database; Vidensdatabasen 1.0 anvender en Oracle 9.2i database. 
 
Alternativt kan problemstillingen løses ved en procedure, der under gennemkørslen stopper ved 
gengangere. Men det samlede resultat ville blive så tilpas tidskrævende, at få returneret korrekt, at der 
ikke var tid til at følge dette spor. 
 
Endelig kan funktionen implementeres direkte i en Servlet/JSP-side, som, via et sammensat gennemløb 
af simple SELECT-forespørgsler, kan opbygge et hierarki af relationer. Denne løsning ville dog belaste 
databasen i langt højere grad, da der skal foretages mange forespørgsler før relationstræet er komplet, 
og er i princippet lige så tidskrævende at implementere som en procedure. 
 
Grundet dette projekts begrænsede tidsramme har vi valgt ikke at implementere nogle af de 
ovenstående løsninger. Konsekvensen er, at der i den nuværende prototype ikke bliver taget højde for 
disse cykliske relationer. Objekter med cykliske relationer kan derfor ikke kan vises, og det gælder 
også alle Vidensobjekter, der opretter en relation til et af disse Vidensobjekter med cykliske relationer. 
7.6 ”Deadlock” i databasen 
Vi har bemærket, at der i sjældne tilfælde er opstået en ressourcelækage i databasen, og den dermed er 
gået ind i et ”Deadlock” (hårdknude), hvilket selvfølgelig ikke er hensigtsmæssigt. Det lader til at 
kunne spores til SQL-kald, der kun er fuldendt delvist, og af den grund har låst (”locked”) en række 
eller endog en hel tabel i databasen, så der kun kan læses fra den. Hvis en lås forbliver ubehandlet i 
DBMS’en har det den kedelige følge, at der skal opstå en tidsudkobling (timeout) førend rækken bliver 
tilgængelige for ændringer igen. Problemer er forsøgt korrigeret ved at sikre, at alle forbindelser 
(connections) bliver afsluttet, uanset om der opstår fejl eller ej undervejs. Alternativt skal det 
undersøges, hvorledes det kan undgås, at en manipulation i databasen kan låse en hél tabel. Teoretisk 
set burdet det ikke være nødvendigt og bør derfor deaktiveres. 
 
Der findes en anden situation, hvor brugeren kan opleve, at webapplikationen går i hårdknude, og det 
er hvis pladsen i databasen bliver opbrugt. Da der er tale om en test-database beværtet på en decentral 
server, er pladsen begrænset til 100 MB, og der skal derfor ikke så meget til, før det går galt. Skulle 
systemet anvendes i et produktionsmiljø, måtte der naturligvis udføres en handling, hvis en sådan 
undtagelse skulle indtræffe. Om det skulle være at imødekomme problemet i god tid, ved at supplere 
med ekstra lagerplads (storage), ved at give en explicit fejl-meddelelse til brugeren eller begge dele, er 
en designbeslutning, der da måtte foretages. 
                                                 
17
 Gennick 2004 
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8 Konklusion 
Den endelige prototype af Vidensdatabase 1.0 må siges at leve temmelig godt op til 
kravspecifikationen. Afprøvningsafsnittet belyste enkelte mangler, som bør behandles før en egentlig 
lancering kan foretages. Men den grundlæggende funktionalitet blev implementeret. 
 
Det er således muligt at oprette Vidensobjekter, at relatere Vidensobjekter til hinanden og at oprette 
nye udgaver af et Vidensobjekt – såkaldte revideringer. Endeligt har vi fået implementeret en 
søgefunktion, der muliggør visning af et givent Vidensobjekt, inklusive dets relationer og revideringer. 
 
Dog har prototypen et problem i forbindelse med visning af cykliske relationer. Dette problem opstår, 
når Vidensobjektet skal vise dets relationer og i sidste ende refererer tilbage til sig selv. I dette tilfælde 
vil Oracle-databasen gå ind i en uendelig løkke, der vil betyde, at JSP-siden med det pågældende 
vidensobjekt ikke kan vises. Der er flere måder at omgå dette problem, som så vidt vides, skyldes en 
begrænsning i Oracle 9.2i, som efterfølgende er blevet taget højde for i Oracle 10g. 
 
Endvidere var vi i løbet af projektet nødsaget til at lave Videnstyperne ”statiske”, forstået på den måde, 
at der kun findes tre Videnstyper (’Tekst’, ’Fil’ og ’Link’). Oprindeligt var ønsket ellers, at brugeren 
selv skulle have mulighed for at definere sine egne Videnstyper. Vi fandt dog, at dette ville give for 
store problemer i forhold til implementeringen af databasen, da brugeren så i princippet ville kunne 
skabe så mange nye tabeller, som han/hun ville. Vi vurderede, at dette ville give risiko for redundans 
og samtidig forhøje risikoen for, at fejl ville kunne opstå i systemet. På baggrund af dette valgte vi at 
udelade denne mulighed. En del af funktionaliteten kan dog opnås gennem muligheden for at skabe 
relationer mellem Vidensobjekterne. På denne vis kan brugeren selv sammenkoble de informationer, 
han/hun vurderer som sammenhørende. 
 
I kravspecifikationen fremgik det også, at vi ønskede at implementere en form for 
brugeradministration, med tjek af brugernavn og adgangskode. Af tidsmæssige årsager er denne 
funktion dog ikke implementeret. I stedet benyttes Tomcats egen adgangskontrol. Problemet med 
denne er dog, at sikkerheden ikke er i top, da data sendes som ren tekst (plain text). Det ville være 
oplagt at udvikle en form for brugeradministration ved en videreudvikling af Vidensdatabasen. 
Databasen er allerede forberedt til denne udvidelse, i og med at der registreres en ”Author” i tabellen 
KnowledgeObjects, når der oprettes et nyt Vidensobjekt. Denne attribut er et heltal, der refererer til 
tabellen Users, der pt. kun indeholder data om en enkelt bruger, nemlig ”Administrator”. 
 
For at få dette projekt op at køre, måtte vi i starten af projektperioden bruge en del ressourcer på 
tekniske detaljer og opsætning af serveren. Dette har betydet, at der ikke har været så meget tid til at 
udvikle selve vidensdatabasen, som måske kunne have været ønskeligt. Ikke desto mindre har det været 
vigtigt at beskæftige os med de opsætningsmæssige emner, som jo netop også har betydet en del for 
udbyttet af projektet. Vi finder derfor ikke, at det er et problem, at vi har brugt ressourcer på de 
tekniske problemstillinger i forbindelse med projektet. 
 
I starten af projektet var vi lidt skeptiske over for Java-webteknologien: Var det en teknologi, der 
overhovedet blev brugt? Tidligere mente vi ikke at være stødt på den så ofte, men efter at have 
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beskæftiget os med den, er det gået op for os, at det faktisk er en teknologi, der bliver brugt meget. 
Dette projekt har fået vores øjne op for, hvor mange muligheder og hvor stort et potentiale, som bl.a. 
applikationsserver, der er i J2EE (Java 2 Platform, Enterprise Edition). Et projekt, der fulgte op på 
dette, kunne derfor beskæftige sig mere indgående med mulighederne i J2EE, end det har været 
tilfældet med dette projekt. 
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10 Bilag med bl.a. programudskrift 
10.1 Java-kildekode 
Connect.java 
package dk.ruc.vidensdatabase; 
 
import javax.naming.Context; 
import javax.naming.InitialContext; 
import javax.naming.NamingException; 
import javax.sql.DataSource; 
import java.sql.Connection; 
import java.sql.SQLException; 
 
public class Connect { 
 
    public static Connection establishConn() throws NamingException, SQLException { 
        Context ctx = new InitialContext(); 
        Context env = (Context) ctx.lookup("java:comp/env"); 
        DataSource ds = (DataSource) env.lookup("jdbc/oracle-9i-vidensdeling"); 
        Connection conn = ds.getConnection(); 
        return conn; 
    } 
 
} 
 
CreateKnowledgeObject.java 
package dk.ruc.vidensdatabase; 
 
import oracle.sql.BLOB; 
import org.apache.commons.fileupload.DiskFileUpload; 
import org.apache.commons.fileupload.FileItem; 
import org.apache.commons.fileupload.FileUpload; 
 
import javax.naming.NamingException; 
import javax.servlet.http.HttpServlet; 
import javax.servlet.http.HttpServletRequest; 
import javax.servlet.http.HttpServletResponse; 
import java.io.IOException; 
import java.io.InputStream; 
import java.io.OutputStream; 
import java.io.PrintWriter; 
import java.sql.*; 
import java.util.Iterator; 
import java.util.List; 
 
public class CreateKnowledgeObject extends HttpServlet { 
    public void doPost(HttpServletRequest request, HttpServletResponse response) { 
        PrintWriter out = null; 
        try { 
            out = response.getWriter(); 
        } catch (IOException e) { 
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            //e.printStackTrace(out); 
        } 
 
        Connection connection = null; 
        int knowledgeObjectID = -1; 
 
        try { 
            connection = Connect.establishConn(); 
 
            connection.setAutoCommit(false); 
 
            // Create a new file upload handler 
            DiskFileUpload upload = new DiskFileUpload(); 
 
            // Set upload parameters 
            upload.setSizeThreshold(2048); 
            upload.setSizeMax(-1); 
            upload.setRepositoryPath("C:\\Windows\\Temp\\"); 
 
            // Parse the request 
            List items = upload.parseRequest(request); 
 
            String parent = ((FileItem) items.get(0)).getString(); 
            String title = ((FileItem) items.get(1)).getString(); 
            String description = ((FileItem) items.get(2)).getString(); 
            int type = Integer.parseInt(((FileItem) items.get(3)).getString()); 
            FileItem content = (FileItem) items.get(4); 
            //out.println(type + "<br />"); 
            //out.println(content.getString() + "<br />"); 
            String s = null; 
 
            if (parent.length() > 0) 
                s = "INSERT INTO KnowledgeObjects (title, description, author, created, objecttype, parent) VALUES ('" + title 
+ "', '" + description + "', 21, SYSDATE, " + type + ", " + parent + ")"; 
            else 
                s = "INSERT INTO KnowledgeObjects (title, description, author, created, objecttype) VALUES ('" + title + "', '" 
+ description + "', 21, SYSDATE, " + type + ")"; 
 
            Statement stmt = connection.createStatement(); 
            stmt.executeUpdate(s); 
 
            String sql = "SELECT Sequence_KnowledgeObjectsID.currval FROM dual"; 
            ResultSet rs = stmt.executeQuery(sql); 
            rs.next(); 
 
            knowledgeObjectID = rs.getInt(1); 
 
            if (parent.length() > 0){ 
                String qry1 = "CALL CopyRelations(?, ?)"; 
                PreparedStatement pstmt = connection.prepareStatement(qry1); 
 
                pstmt.setInt(1, Integer.parseInt(parent)); 
                pstmt.setInt(2, knowledgeObjectID); 
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                pstmt.executeUpdate(); 
            } 
 
            String st = null; 
 
            if (type == 4) { 
                String contentString = content.getString(); 
                if(contentString.length()>3000) 
                    contentString = contentString.substring(0, 3000) +" [Indholdets lændge oversteg den maximalt tilladte længde, 
og blev derfor automatisk reduceret]"; 
 
                st = "INSERT INTO Quotes (id, text) VALUES (" + knowledgeObjectID + ",'" + contentString + "')"; 
 
                stmt = connection.createStatement(); 
                stmt.executeUpdate(st); 
                stmt.close(); 
            } else if (type == 6) { 
                boolean isMultipart = FileUpload.isMultipartContent(request); 
 
                if (!isMultipart) 
                    throw new Exception("Unable to save data beacause not file was submitted"); 
 
                // Process the uploaded items 
                Iterator iter = items.iterator(); 
 
                FileItem fileItem = null; 
                while (iter.hasNext()) { 
                    fileItem = (FileItem) iter.next(); 
 
                    if (!fileItem.isFormField()) { 
                        break; 
                    } 
                } 
 
                if (fileItem.getName().length()>0) { 
                    //out.println("Opret ny fil"); 
                    InputStream in = fileItem.getInputStream(); 
                    String qry1 = "INSERT INTO Files (id, binary, fileType, fileName) VALUES (?,EMPTY_BLOB(),?,?)"; 
                    PreparedStatement pstmt = connection.prepareStatement(qry1); 
                    pstmt.setInt(1, knowledgeObjectID); 
                    pstmt.setString(2, fileItem.getContentType()); 
                    pstmt.setString(3, fileItem.getName()); 
                    int result = pstmt.executeUpdate(); 
                    pstmt.close(); 
 
                    if (result == 1) { 
                        connection.setAutoCommit(false); 
                        pstmt = connection.prepareStatement("SELECT binary FROM Files WHERE id=? FOR UPDATE"); 
                        pstmt.setInt(1, knowledgeObjectID); 
                        ResultSet resultset = pstmt.executeQuery(); 
 
                        if (resultset.next()) { 
                            // write the new value 
                            BLOB blob = (BLOB) resultset.getBlob(1); 
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                            OutputStream w = blob.getBinaryOutputStream(); 
 
                            byte[] buffer = new byte[1024]; 
                            int bytesRead = 0; 
 
                            while ((bytesRead = in.read(buffer)) > 0) { 
                                w.write(buffer, 0, bytesRead); 
                                w.flush(); 
                            } 
                        } 
 
                        connection.commit(); 
                        connection.setAutoCommit(true); 
 
                        pstmt.close(); 
                    } 
                } else { 
                    String qryl2 = "INSERT INTO FILES (id, binary, fileType, fileName) SELECT ?, binary, fileType, fileName 
FROM Files WHERE ID=?"; 
                    PreparedStatement pstmt2 = connection.prepareStatement(qryl2); 
                    pstmt2.setInt(1, knowledgeObjectID); 
                    pstmt2.setInt(2, Integer.parseInt(parent)); 
 
                    pstmt2.executeUpdate(); 
 
                    pstmt2.close(); 
                } 
            } else if (type == 5) { 
                String contentString = content.getString(); 
                if(contentString.length()>3000) 
                    contentString = contentString.substring(0, 3000) + " [Indholdets lændge oversteg den maximalt tilladte længde, 
og blev derfor automatisk reduceret]"; 
 
                if(contentString.length()==0) 
                    throw new Exception("Hyperlink blev ikke fundet"); 
 
                if(contentString.indexOf("http://")==-1) 
                    contentString = "http://"+ contentString; 
 
                st = "INSERT INTO Hyperlinks (id, url) VALUES (" + knowledgeObjectID + ",'" + contentString + "')"; 
 
                stmt = connection.createStatement(); 
                stmt.executeUpdate(st); 
                stmt.close(); 
            } 
        } catch (Exception e) { 
            try { 
                connection.rollback(); 
            } catch (SQLException e1) { 
                //e1.printStackTrace(out); 
            } 
            //e.printStackTrace(out); 
        } finally {           
            try { 
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                connection.commit(); 
                connection.close(); 
            } catch (SQLException e) { 
                //e.printStackTrace(out); 
            } 
        } 
 
        try { 
            response.sendRedirect(response.encodeRedirectURL("/Display/Default.jsp?id=" + knowledgeObjectID)); 
        } catch (IOException e) { 
            e.printStackTrace(out); 
        } 
    } 
} 
 
EmailServlet.java 
package dk.ruc.vidensdatabase; 
 
import java.io.IOException; 
import java.io.PrintWriter; 
import java.util.Properties; 
 
import javax.mail.*; 
import javax.mail.internet.*; 
 
import javax.servlet.*; 
import javax.servlet.http.*; 
 
public class EmailServlet extends HttpServlet { 
    private final static String DEFAULT_SERVER = "smtp.ruc.dk"; 
 
    public void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, 
java.io.IOException { 
        String smtpServ = DEFAULT_SERVER; 
 
        String from = request.getParameter("from"); 
 
        String to = "chru@ruc.dk, awesth@ruc.dk, nmp@ruc.dk"; 
 
        String subject = "Vidensdatabase: " +request.getParameter("subject"); 
 
        String emailContent = request.getParameter("emailContent"); 
 
        response.setContentType("text/html"); 
        java.io.PrintWriter out = response.getWriter(); 
 
        try { 
            sendMessage(smtpServ, to, from, subject, emailContent); 
        } catch (Exception e) { 
            response.sendRedirect(response.encodeRedirectURL("/Help/NotValid.jsp")); 
            return; 
        } 
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        response.sendRedirect(response.encodeRedirectURL("/Help/Ok.jsp")); 
    } 
 
    private void sendMessage(String smtpServer, String to, String from, String subject,String emailContent) throws 
Exception { 
        Properties properties = System.getProperties(); 
 
        properties.put("mail.smtp.host", smtpServer); 
 
        Session session = Session.getDefaultInstance(properties); 
 
        Message mailMsg = new MimeMessage(session); 
 
        InternetAddress[] addresses = null; 
 
        try { 
            if (to != null) { 
                addresses = InternetAddress.parse(to, false); 
                mailMsg.setRecipients(Message.RecipientType.TO, addresses); 
            } else { 
                throw new MessagingException("The mail message requires a 'To' address."); 
            } 
 
            if (from != null) { 
                mailMsg.setFrom(new InternetAddress(from)); 
            } else { 
                throw new MessagingException("The mail message requires a valid 'From' address."); 
            } 
 
            if (subject != null) 
                mailMsg.setSubject(subject); 
 
            if (emailContent != null) 
                mailMsg.setText(emailContent); 
 
            Transport.send(mailMsg); 
 
        } catch (Exception exc) { 
            throw exc; 
        } 
    } 
 
    public void doGet(HttpServletRequest request, HttpServletResponse response) throws 
ServletException,java.io.IOException { 
        doPost(request, response); 
 } 
} 
 
GetFile.java 
package dk.ruc.vidensdatabase; 
 
import oracle.sql.BLOB; 
import oracle.jdbc.driver.OracleResultSet; 
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import javax.servlet.http.HttpServlet; 
import javax.servlet.http.HttpServletRequest; 
import javax.servlet.http.HttpServletResponse; 
import javax.naming.NamingException; 
import java.sql.SQLException; 
import java.sql.Connection; 
import java.sql.PreparedStatement; 
import java.sql.ResultSet; 
import java.io.InputStream; 
import java.io.BufferedOutputStream; 
import java.io.IOException; 
import java.io.PrintWriter; 
 
public class GetFile extends HttpServlet { 
    public void doGet(HttpServletRequest request, HttpServletResponse response) { 
        response.setHeader("pragma", "no-cache"); 
 
        int id = Integer.parseInt(request.getParameter("id")); 
 
        Connection connection = null; 
        BufferedOutputStream out = null; 
 
        try { 
            out = new BufferedOutputStream(response.getOutputStream()); 
 
            InputStream blobStream = null; 
 
            connection = Connect.establishConn(); 
 
            PreparedStatement ps = connection.prepareStatement("SELECT binary, fileType, fileName FROM Files WHERE 
id=?"); 
            ps.setInt(1, id); 
            ResultSet rs = ps.executeQuery(); 
            BLOB logoBlob = null; 
 
            if(rs.next()){ 
                String fileType = rs.getString(2); 
                String fileName = rs.getString(3).substring(rs.getString(3).lastIndexOf("\\")+1); 
 
                logoBlob = ((OracleResultSet)rs).getBLOB(1); 
 
                response.setHeader("Content-Length", Long.toString(logoBlob.length())); 
                response.setHeader("Content-Disposition","attachment; filename="+ fileName); 
                response.setHeader("Content-Encoding", fileType); 
                response.setContentType(fileType); 
            }else{ 
                throw new Exception("Filobjektet blev ikke fundet i databasen"); 
            } 
 
            ps.close(); 
 
            blobStream = logoBlob.getBinaryStream(); 
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            byte[] buffer = new byte[1024]; // buffer holding bytes to be transferred 
            int bytes = 0;  // Number of bytes read 
 
            while ((bytes = blobStream.read(buffer)) != -1) // Read from BLOB stream 
                out.write(buffer, 0, bytes); 
 
            out.flush(); 
            blobStream.close(); 
        }catch (NamingException e) { 
            e.printStackTrace(); 
        }catch ( SQLException e ) { 
            e.printStackTrace(); 
        }catch (IOException e) { 
            e.printStackTrace(); 
        }catch (Exception e) { 
            e.printStackTrace(); 
        }finally{ 
            try { 
                connection.close(); 
            } catch (SQLException e) { 
                e.printStackTrace(); 
            } 
        } 
    } 
} 
 
MakeRelations.java 
package dk.ruc.vidensdatabase; 
 
import javax.naming.NamingException; 
import javax.servlet.ServletException; 
import javax.servlet.http.HttpServlet; 
import javax.servlet.http.HttpServletRequest; 
import javax.servlet.http.HttpServletResponse; 
import java.io.PrintWriter; 
import java.sql.Connection; 
import java.sql.SQLException; 
import java.sql.Statement; 
 
public class MakeRelations extends HttpServlet { 
    public void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, 
java.io.IOException { 
        //PrintWriter printWriter = response.getWriter(); 
 
        Connection connection = null; 
 
        try { 
            connection = Connect.establishConn(); 
            String[] chosenObject = request.getParameterValues("chosenObject"); 
            String givenObject = request.getParameter("givenObject"); 
            String dobbel = request.getParameter("dobbel"); 
 
            Statement stmt = connection.createStatement(); 
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            for (int i = 0; i < chosenObject.length; i++) { 
                try { 
                    String s2 = "INSERT INTO Relations (objectA, objectB) VALUES (" + givenObject + "," + chosenObject[i] + 
")"; 
 
                    stmt.executeUpdate(s2); 
                } catch (SQLException e) { 
                    e.printStackTrace(); 
                } 
                if (dobbel.equals("true")) { 
                    try { 
                        String s1 = "INSERT INTO Relations (objectB, objectA) VALUES (" + givenObject + "," + chosenObject[i] 
+ ")"; 
 
                        stmt = connection.createStatement(); 
                        stmt.executeUpdate(s1); 
                    } catch (SQLException e) { 
                        e.printStackTrace(); 
                    } 
                } 
            } 
        } catch (SQLException e) { 
            e.printStackTrace(); 
        } catch (NamingException e) { 
            e.printStackTrace(); 
        }finally{ 
            try { 
                connection.close(); 
            } catch (SQLException e) { 
                e.printStackTrace(); 
            } 
        } 
 
        response.sendRedirect(response.encodeRedirectURL("/Relations/Ok.jsp")); 
    } 
} 
10.2 JSP-kildekode 
 
/ROOT/Default.jsp 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/sql" prefix="sql" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/fmt" prefix="fmt" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/functions" prefix="fn" %> 
<tags:Template> 
    <table> 
        <tr> 
            <td style="width:60%;vertical-align:top;padding-right:20px"> 
                <h1>Vidensdatabase</h1> 
                <div style="border-bottom:1px solid gray;padding-bottom:20px;margin-bottom:20px;"> 
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                    I denne Vidensdatabase har du mulighed for at dele viden med andre personer. 
                    <p /> 
                    Du kan oprette nye vidensobjekter af følgende typer: <p /> 
                    <img src="Images/File_16.gif" style="margin-left:20px;" /><i> Filer</i> <img src="Images/Text_16.gif"/><i> 
Tekst</i> <img src="Images/Link_16.gif"/><i> Links</i> 
                    <p /> 
                    For at få vist et vidensobjekt og evt. revidere det, brug søgefunktionen i øverste højre hjørne. Du har mulighed 
for at søge i titel og beskrivelse. 
                </div> 
                <input type="button" value="Opret Vidensobjekt" onclick="location.href='/Create'"> 
                <input type="button"value="Vis Oversigt" onclick="location.href='/List'"> 
                <input type="button"value="Opret Relationer" onclick="location.href='/Relations'"> 
            </td> 
            <td style="width:40%;vertical-align:top;padding-left:20px;border-left:1px solid gray;"> 
                <b><p>De 5 sidst oprettede vidensobjekter</p></b> 
                <sql:query var="sidste5" sql="SELECT ko.ID, ko.title, ko.description, ko.author, ko.created, kt.title AS ttitle 
                    FROM knowledgeobjects ko JOIN knowledgetypes kt ON ko.objecttype = kt.ID 
                    WHERE ROWNUM < 6 
                    ORDER BY ko.ID DESC" /> 
                <p>Viser ikke tidligere versioner af objekter - viser kun de nyeste versioner.</p> 
                <table border="1" cellpadding="2" cellspacing="0" style="width:100%;"> 
                    <th>Titel</th> 
                    <th>Dato</th> 
                    <th>Type</th> 
 
                    <c:forEach var="sidste5" begin="0" items="${sidste5.rows}"> 
                        <tr> 
                            <td><a href="/Display/Default.jsp?id=${sidste5.id}"><c:choose><c:when 
test="${fn:length(sidste5.title)>32}">${fn:substring(sidste5.title,0,32)}...</c:when><c:otherwise>${sidste5.title}</c:other
wise></c:choose></a></td> 
                            <td><fmt:formatDate type="both" dateStyle="default" timeStyle="short" 
value="${sidste5.created}"/></td> 
                            <td style="text-align:center;"> 
                                <c:choose> 
                                    <c:when test='${sidste5.ttitle == "Tekst"}'> 
                                        <img src="Images/Text_16.gif"/> 
                                    </c:when> 
                                    <c:when test='${sidste5.ttitle == "Hyperlink"}'> 
                                        <img src="Images/Link_16.gif"/> 
                                    </c:when> 
                                     <c:when test='${sidste5.ttitle == "Fil"}'> 
                                        <img src="Images/File_16.gif"/> 
                                    </c:when> 
                                    <c:otherwise></c:otherwise> 
                                </c:choose> 
                            </td> 
                        </tr> 
                    </c:forEach> 
                </table> 
                <br /> 
                <b>Statistik</b> 
                <p /> 
                <sql:query var="antalO" sql="select count(id) as antal from KnowledgeObjects" /> 
                <table border="1" cellpadding="2" cellspacing="1" style="margin-bottom:10px;width:100%;"> 
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                <c:forEach var="antalO" begin="0" items="${antalO.rows}"> 
                    <tr> 
                        <th>Totalt antal vidensobjekter</th> 
                    </tr> 
                    <tr> 
                        <td>${antalO.antal}</td> 
                    </tr> 
                </c:forEach> 
                <table> 
                <sql:query var="latest" sql="select created, Users.fullName from KnowledgeObjects k JOIN Users ON 
Users.id=k.author ORDER BY created DESC" /> 
                <c:forEach var="latest" begin="0" end="0" items="${latest.rows}"> 
                <table border="1" cellpadding="2" cellspacing="1" style="width:100%"> 
                    <tr> 
                        <th colspan="2"> 
                            Sidst oprettet vidensobjekt 
                        </th> 
                    </tr> 
                    <tr> 
                        <td>Dato</td> 
                        <td> 
                            <fmt:formatDate type="both" value="${latest.created}" dateStyle="full" timeStyle="short" /> 
                        </td> 
                    </tr> 
                    <tr> 
                        <td>Af</td> 
                        <td>${latest.fullName}</td> 
                    </tr> 
                </table> 
                </c:forEach> 
 
            </td> 
        </tr> 
    </table> 
</tags:Template> 
 
 
/ROOT/Create/Default.jsp 
<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/sql" prefix="sql" %> 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<tags:Template onload="selectType(4);"> 
    <script language="javascript"> 
        var selectedType = 4; 
 
        function selectType(id){ 
            id = parseInt(id); 
            selectedType = id; 
 
            document.getElementById("Radio_Type_"+ id).checked = true; 
 
            for(var i=0; i<document.getElementById("CustomTypeFields").getElementsByTagName("div").length; i++) 
                document.getElementById("CustomTypeFields").getElementsByTagName("div")[i].style.display = "none"; 
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            switch(id){ 
                case 4: 
                    document.getElementById("Type_4").style.display = "block"; 
                    break; 
                case 6: 
                    document.getElementById("Type_6").style.display = "block"; 
                    break; 
                case 5: 
                    document.getElementById("Type_5").style.display = "block"; 
                    break; 
            } 
        } 
 
        function removeDeselectedTypes(){ 
            var typeContainers = document.getElementById("CustomTypeFields").getElementsByTagName("div"); 
            var length = typeContainers.length; 
            var itemToDelete = new Array(); 
 
            for(var i=0; i<length; i++){ 
                if(typeContainers[i].id.indexOf("Type_"+ selectedType)==-1) 
                    itemToDelete.push(typeContainers[i]); 
            } 
 
            for(var i=0; i<itemToDelete.length; i++) 
                document.getElementById("CustomTypeFields").removeChild(itemToDelete[i]); 
        } 
 
        function SubmitData(){ 
            var title = document.getElementById("title").value; 
            var description = document.getElementById("description").value; 
            var content = document.getElementById("content_"+ selectedType).value; 
 
            removeDeselectedTypes(); 
 
            if(title=="" || description=="" || content=="") 
                alert("Ikke alle felter var udfyldt. Vidensobjekt kan kun blive oprettes, hvis alle felter er udfyldt"); 
            else 
                document.getElementById("formCreateObject").submit(); 
        } 
    </script> 
    <h1>Opret nyt vidensobjekt</h1> 
    <form id="formCreateObject" action="/servlet/dk.ruc.vidensdatabase.CreateKnowledgeObject" 
enctype="multipart/form-data" method="post"> 
        <input type="hidden" name="parent" value="" /> 
        <h2>Titel:</h2> 
        <input type="text" id="title" name="title" value="" style="width:300px;" /> 
        <p /> 
        <h2>Beskrivelse:</h2> 
        <textarea id="description" name="description" style="height:100px;width:300px;"></textarea> 
        <p /> 
        <h2>VÃ¦lg type:</h2> 
        <input type="radio" name="type" id="Radio_Type_4" value="4" checked="checked" 
onclick="selectType(this.value);">Tekst</input><br /> 
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        <input type="radio" name="type" id="Radio_Type_6" value="6" onclick="selectType(this.value);">Fil</input><br /> 
        <input type="radio" name="type" id="Radio_Type_5" value="5" 
onclick="selectType(this.value);">Hyperlink</input> 
        <p /> 
        <div id="CustomTypeFields"> 
            <div id="Type_4" style="display:block;"> 
                <h2>Indtast tekst her:</h2> 
                <textarea id="content_4" name="content" style="height:100px;width:400px;"></textarea> 
            </div> 
            <div id="Type_6" style="display:none;"> 
                <h2>VÃ¦lg fil her:</h2> 
                <input id="content_6" name="content" type="file" style="width:400px;" /> 
            </div> 
            <div id="Type_5" style="display:none;"> 
                <h2>Indtast hyperlink her</h2> 
                <input id="content_5"  name="content" type="text" style="width:400px;" /> 
            </div> 
        </div> 
        <p /> 
        <input type="button" value="Opret" onclick="SubmitData()";> 
        <input type="reset" value="Nulstil"> 
    </form> 
</tags:Template> 
 
/ROOT/Display/Default.jsp 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/sql" prefix="sql" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/fmt" prefix="fmt"  %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/functions" prefix="fn" %> 
<% pageContext.setAttribute("carriagereturn","\n"); %> 
<tags:Template> 
    <c:set value="${param.id}" var="objectID" /> 
    <sql:query var="knowledgeObject" sql="SELECT KnowledgeObjects.title, KnowledgeObjects.description, 
KnowledgeObjects.created, KnowledgeObjects.parent, KnowledgeTypes.tableName, Users.fullname FROM 
KnowledgeObjects INNER JOIN Users ON KnowledgeObjects.author=Users.id INNER JOIN KnowledgeTypes ON 
KnowledgeObjects.objectType=KnowledgeTypes.id WHERE KnowledgeObjects.id=${objectID}" /> 
    <c:if test="${knowledgeObject.rowCount==0}"> 
        <h1>Vidensobjekt blev ikke fundet</h1> 
        Det valgte Vidensobjekt blev ikke fundet. Fejlen kan skyldes, at det ikke blev oprettet korrekt. 
    </c:if> 
    <c:forEach var="knowledgeObject" begin="0" items="${knowledgeObject.rows}"> 
        <c:set value="${knowledgeObject.parent}" var="parentID" /> 
        <h1><c:choose> 
            <c:when test='${knowledgeObject.tableName == "Quotes"}'> 
                <img style="vertical-align:middle;" src="/Images/Text_48.gif"/> 
            </c:when> 
            <c:when test='${knowledgeObject.tableName == "Hyperlinks"}'> 
                <img style="vertical-align:middle;" src="/Images/Link_48.gif"/> 
            </c:when> 
             <c:when test='${knowledgeObject.tableName == "Files"}'> 
                <img style="vertical-align:middle;" src="/Images/File_48.gif"/> 
            </c:when> 
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            <c:otherwise></c:otherwise> 
        </c:choose> Vidensobjekt, ${knowledgeObject.title}</h1> 
        <div style="width:100%;overflow:auto;"> 
            <pre></pre> 
            ${knowledgeObject.description} 
        </div> 
        <p /> 
        <i>Oprettet af ${knowledgeObject.fullname} den <fmt:formatDate type="date" dateStyle="default" 
value="${knowledgeObject.created}"/> klokken <fmt:formatDate type="time" timeStyle="short" 
value="${knowledgeObject.created}"/></i> 
        <hr /> 
        <h2>Typespecifikt indhold</h2> 
        <sql:query var="knowledgeType" sql="SELECT * FROM ${knowledgeObject.tableName} WHERE 
${knowledgeObject.tableName}.id=${objectID}" /> 
        <c:forEach var="knowledgeType" begin="0" items="${knowledgeType.rows}"> 
            <c:choose> 
                <c:when test="${knowledgeObject.tableName=='Quotes'}"> 
                    <c:out value="${fn:replace(knowledgeType.text, carriagereturn, \"<br />\")}" escapeXml="false" /> 
                </c:when> 
                <c:when test="${knowledgeObject.tableName=='Files'}"> 
                     <a href="/servlet/dk.ruc.vidensdatabase.GetFile?id=${knowledgeType.id}" style="margin-left:20px;">Hent fil 
ved at klikke her</a> 
                </c:when> 
                <c:when test="${knowledgeObject.tableName=='Hyperlinks'}"> 
                     <a href="${knowledgeType.url}" style="margin-left:20px;">${knowledgeType.url}</a> 
                </c:when> 
                <c:otherwise> 
                    Fejl: Fandt ikke den angivne videnstypetabel 
                </c:otherwise> 
            </c:choose> 
        </c:forEach> 
        <hr /> 
        <sql:query var="parentKnowledgeObject" sql="SELECT id, title, rownum FROM KnowledgeObjects WHERE NOT 
id=${objectID} CONNECT BY PRIOR parent=id START WITH id=${objectID}" /> 
        <h2>Tidligere revisioner</h2> 
        <c:set var="rowCount" value="${parentKnowledgeObject.rowCount}" /> 
        <table border="1" style="margin-left:20px;"> 
            <tbody> 
                    <th style="width:100px;">Revision</th> 
                    <th style="width:250px;">Titel</th> 
                <c:forEach var="parentKnowledgeObject" begin="0" items="${parentKnowledgeObject.rows}"> 
                    <tr> 
                        <td>${rowCount-parentKnowledgeObject.rownum}</td> 
                        <td> 
                            <span style="padding-left:${(parentKnowledgeObject.rownum-2)*15+10}px"> 
                                <c:if test="${parentKnowledgeObject.rownum>1}">+</c:if> 
                                <a 
href="/Display/Default.jsp?id=${parentKnowledgeObject.id}">${parentKnowledgeObject.title}</a><br /> 
                            </span> 
                        </td> 
                    </tr> 
                </c:forEach> 
            </tbody> 
        </table> 
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        <c:if test="${parentID!=null}"> 
            <sql:query var="relations" sql="SELECT k.id, k.title, level FROM relations JOIN KnowledgeObjects k ON 
k.id=objectB CONNECT BY PRIOR objectB=objectA AND NOT objectB=${objectID} AND NOT objectB=${parentID} 
START WITH objectA=${objectID}" /> 
        </c:if> 
        <c:if test="${parentID==null}"> 
            <sql:query var="relations" sql="SELECT k.id, k.title, level FROM relations JOIN KnowledgeObjects k ON 
k.id=objectB CONNECT BY PRIOR objectB=objectA AND NOT objectB=${objectID} START WITH 
objectA=${objectID}" /> 
        </c:if> 
        <hr /> 
        <h2>Relationer</h2> 
        <table border="1" style="margin-left:20px;"> 
            <tbody> 
                <th style="width:100px;">Niveau</th> 
                <th style="width:250px;">Titel</th> 
                <c:forEach var="relations" begin="0" items="${relations.rows}"> 
                    <tr> 
                        <td>${relations.level}</td> 
                        <td> 
                            <span style="padding-left:${(relations.level-2)*15+10}px"> 
                                <c:if test="${relations.level>1}">+</c:if> 
                                <a href="/Display/Default.jsp?id=${relations.id}">${relations.title}</a><br /> 
                            </span> 
                        </td> 
                    </tr> 
                </c:forEach> 
            </tbody> 
        </table> 
        <p /> 
        <input type="button" value="Opret Relation" 
onclick="location.href='/Relations/MakeRelation.jsp?givenid=${objectID}';" /> <input type="button" value="Revider 
objekt " onclick="location.href='/Revise/Default.jsp?id=${objectID}';" /> 
    </c:forEach> 
</tags:Template> 
 
/ROOT/Help/Default.jsp 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<tags:Template> 
 
 
<h1>Om Vidensdatabase 1.0</h1> 
<p><b>Udviklet af:</b><br /> 
<a href= "http://" >Andreas Borchsenius Westh<a></a>, Christina Rudkjøbing og Nicolai Munk Petersen<br /> 
Roskilde Universitetscenter, efteråret 2004</p><br /> 
 
<b>Send en kommentar til udviklerne:</b> 
 
<form action="/servlet/dk.ruc.vidensdatabase.EmailServlet" method="post"> 
     
    <p>Din email-adresse: <br /> 
         <input type="text" name="from" size="30"> 
    </p> 
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     <p>Emne: <br /> 
         <input type="text" name="subject" size="30"> 
    </p> 
     <p>Kommentar: <br> 
        <textarea name="emailContent" rows="5" cols="40">Skriv din kommentar her</textarea> 
    </p> 
    <input type="hidden" name="to"> 
    <p> 
        <input type="submit" name="send" value="Send kommentar"> 
        <input type="reset" value="Nulstil"> 
    </p> 
</form> 
</tags:Template> 
 
/ROOT/Help/PageNotFound.jsp 
<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %> 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<tags:Template title="Page not found"> 
<h1>Siden kunne ikke findes</h1> 
Den valgte side kunne ikke findes på serveren.<p /> 
<a href="/">Tryk her for at komme til forsiden</a> eller <a href="#" onclick="history.back(-1);return false;">tryk her for at 
vende tilbage til forige side</a>. 
</tags:Template> 
 
 
/ROOT/Help/Ok.jsp 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<tags:Template title="Afsendt email"> 
    <h1>Din email er blevet sendt</h1> 
   <a href="/">Tryk her for at komme til forsiden</a> eller <a href="#" onclick="history.back(-1);return false;">tryk her for 
at vende tilbage til forige side</a>. 
</tags:Template> 
 
/ROOT/Help/NotValid.jsp 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<tags:Template title="Fejl"> 
    <h1>Din email er ikke blevet sendt</h1> 
    <p>Skriv venligst en gyldig afsender email-adresse.</p> 
   <a href="/">Tryk her for at komme til forsiden</a> eller <a href="#" onclick="history.back(-1);return false;">tryk her for 
at vende tilbage til forige side</a>. 
</tags:Template> 
 
/ROOT/List/Default.jsp 
<%@ taglib uri="http://java.sun.com/jsp/jstl/fmt" prefix="fmt" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/sql" prefix="sql" %> 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<tags:Template> 
    <H1>Liste over vidensobjekter</h1> 
    <c:if test="${param.bolsk == true || param.bolsk == null}"> 
        <p>Viser ikke tidligere versioner af objekter - viser kun den nyeste version!</p> 
        <sql:query var="KO" sql=" 
        SELECT kt.title AS ttitle, ko.title, ko.description, ko.created, ko.parent, ko.id 
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        FROM knowledgeobjects ko JOIN KNOWLEDGETYPES kt ON ko.objecttype = kt.id 
        MINUS 
        SELECT kt.title AS ttitle, ko.title, ko.description, ko.created, ko.parent, ko.id 
        FROM knowledgeobjects ko JOIN KNOWLEDGETYPES kt ON ko.objecttype = kt.id 
        WHERE ko.ID IN (SELECT PARENT 
                    FROM knowledgeobjects ko 
                   WHERE PARENT IS NOT NULL)"/> 
    </c:if> 
    <c:if test="${ param.bolsk == false }"> 
        <p>Viser nu alle versioner af objekterne.</p> 
        <sql:query var="KO" sql=" 
        SELECT kt.title AS ttitle, ko.title, ko.description, ko.created, ko.parent, ko.id 
        FROM knowledgeobjects ko JOIN KNOWLEDGETYPES kt ON ko.objecttype = kt.id ORDER BY ko.title, kt.title"/> 
    </c:if> 
    <table border="1" cellpadding="2" cellspacing="0" style="margin-left:20px;"> 
        <th>Titel</th> 
        <th>Beskrivelse</th> 
       <th>Dato</th> 
        <th>Type</th> 
        <th>Revision af</th> 
        <c:forEach var="KO" begin="0" items="${KO.rows}"> 
        <tr> 
            <td><a href="/Display/Default.jsp?id=${KO.id}">${KO.title}</a></td> 
            <td>${KO.description}</td> 
            <td><fmt:formatDate type="both" dateStyle="default" timeStyle="short" value="${KO.created}"/></td> 
            <td style="text-align:center;"> 
                <c:choose> 
                    <c:when test='${KO.ttitle == "Tekst"}'> 
                        <img src="/Images/Text_16.gif"/> 
                    </c:when> 
                    <c:when test='${KO.ttitle == "Hyperlink"}'> 
                        <img src="/Images/Link_16.gif"/> 
                    </c:when> 
                     <c:when test='${KO.ttitle == "Fil"}'> 
                        <img src="/Images/File_16.gif"/> 
                    </c:when> 
                </c:choose> 
            </td> 
            <td><a href="/Display/Default.jsp?id=${KO.parent}">${KO.parent}</a></td> 
        </tr> 
        </c:forEach> 
    </table> 
    <p /> 
    <form action="/List/Default.jsp" method="post"> 
        <input type="radio" name="bolsk" <c:if test="${param.bolsk == true || param.bolsk == null}">checked</c:if> 
value="true">Vis nyeste revisioner</input> 
        <input type="radio" name="bolsk" <c:if test="${param.bolsk == false}">checked</c:if> value="false">Vis alle 
revisioner</input> 
        <input type="submit" name="opdater" value="Opdater"> 
    </form> 
</tags:Template> 
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/ROOT/Relations/Default.jsp 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %>   
<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/sql" prefix="sql" %>  
<%@ taglib prefix="fmt" uri="http://java.sun.com/jsp/jstl/fmt" %> 
<tags:Template> 
    <sql:query var="JOIN" sql="SELECT KnowledgeObjects.title AS KOtitle, KnowledgeObjects.id AS KOid, 
KnowledgeTypes.title AS type FROM KnowledgeObjects, KnowledgeTypes WHERE KnowledgeObjects.objecttype = 
KnowledgeTypes.id ORDER BY KnowledgeObjects.title ASC"/> 
    <sql:query var="JOIN2" sql="SELECT KnowledgeObjects.title AS KOtitle, KnowledgeObjects.id AS KOid, 
KnowledgeTypes.title AS type FROM KnowledgeObjects, KnowledgeTypes WHERE KnowledgeObjects.objecttype = 
KnowledgeTypes.id ORDER BY KnowledgeObjects.title ASC"/> 
    <h1>Opret relation</h1> 
    Du er ved at oprette en relation mellem to vidensobjekter.<br /> 
    Vælg de to vidensobjekter fra listerne nedenunder.<p /> 
    <p>OBS: Relationen kan gælde både fra A --> B og fra B --> A. Vælg "envejs", hvis du kun ønsker, at relationen skal 
gælde fra A --> B. Vælg "tovejs", hvis du ønsker, at relationen skal gælde begge veje.</p> 
    <form action="/servlet/dk.ruc.vidensdatabase.MakeRelations" method="post"> 
        <p><h4>Relation:</h4> 
        <input type="radio" name="dobbel" value="false" checked="checked">Envejs 
        <input type="radio" name="dobbel" value="true">Tovejs 
    </p> 
    <table> 
        <tr> 
            <td> 
              <p> 
              <h4>Vidensobjekt A:</h4> 
              <select name="givenObject" size="7"> 
               <c:forEach var="JOIN" begin="0" items="${JOIN.rows}"> 
                  <option value="${JOIN.KOid}">[${JOIN.type}] ${JOIN.KOtitle}   (nr. ${JOIN.KOid})</option> 
               </c:forEach> 
              </select> 
            </p> 
            </td> 
            <td width = "20px"></td> 
            <td> 
            <p> 
            <h4>Vidensobjekt B:</h4> 
              <select name="chosenObject" size="7"> 
               <c:forEach var="JOIN2" begin="0" items="${JOIN2.rows}"> 
                  <option value="${JOIN2.KOid}">[${JOIN2.type}] ${JOIN2.KOtitle}   (nr. ${JOIN2.KOid})</option> 
               </c:forEach> 
              </select> 
            </p> 
            </td> 
        </tr> 
    </table> 
    <p> 
        <input type="submit" name="createRelation" value="Opret Relation"> 
        <input type="reset" value="Nulstil"> 
    </p> 
    </form> 
</tags:Template> 
Side 70 af 95 
/ROOT/Relations/MakeRelation.jsp 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/sql" prefix="sql" %> 
<%@ taglib prefix="fmt" uri="http://java.sun.com/jsp/jstl/fmt" %> 
<tags:Template title="Angiv relation"> 
    <sql:query var="KO" sql="SELECT id, title FROM KnowledgeObjects ORDER BY id ASC"/> 
    <sql:query var="KO2" sql="SELECT title FROM KnowledgeObjects WHERE id = ${param.givenid}"/> 
    <sql:query var="JOIN" sql="SELECT KnowledgeObjects.title AS KOtitle, KnowledgeObjects.id AS KOid, 
KnowledgeTypes.title AS type FROM KnowledgeObjects, KnowledgeTypes WHERE KnowledgeObjects.objecttype = 
KnowledgeTypes.id ORDER BY KnowledgeObjects.title ASC"/> 
    <form action="/servlet/dk.ruc.vidensdatabase.MakeRelations" method="post"> 
        <h1>Opret relation</h1> 
        Du er ved at oprette en relation mellem vidensobjektet: 
        <b><c:forEach var="KO2" begin="0" items="${KO2.rows}"> 
              "${KO2.title}" 
           </c:forEach> 
            (nr. ${param.givenid})</b> og de(t) objekt(er), du vælger fra listen nedenunder:</p> 
        Hvilke(t) vidensobjekt(er) vil du relatere det valgte vidensobjekt til:<p /> 
        <select name="chosenObject" size="10" multiple="multiple"> 
        <c:forEach var="JOIN" begin="0" items="${JOIN.rows}"> 
           <option value="${JOIN.KOid}">[${JOIN.type}] ${JOIN.KOtitle} (nr. ${JOIN.KOid})</option> 
        </c:forEach> 
        </select> 
        <hr /> 
        <p /> 
        <h2>Avanceret</h2> 
        <input type="radio" name="dobbel" value="false" checked>Envejs-relation</radio> <br /> 
        <input type="radio" name="dobbel" value="true">Tovejs-relation</radio> 
        <p /> 
        <input type="hidden" name="givenObject" value="${param.givenid}"> 
        <input type="submit" name="createRelation" value="Opret Relation"> 
        <input type="reset" value="Nulstil"> 
    </form> 
</tags:Template> 
 
/ROOT/Relations/Ok.jsp 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<tags:Template title="Forespørgsel OK"> 
    <h1>Din forespørgsel er blevet behandlet.</h1> 
   <a href="/">Tryk her for at komme til forsiden</a> eller <a href="#" onclick="history.back(-1);return false;">tryk her for 
at vende tilbage til forige side</a>. 
</tags:Template> 
 
/ROOT/Revise/Default.jsp 
<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/sql" prefix="sql" %> 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<tags:Template> 
<c:set var="id" value="${param.id}" /> 
<sql:query var="KO2" sql=" 
SELECT * from KnowledgeObjects WHERE id = ${id}"/> 
<sql:query var="knowledgeObject" sql=" 
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 SELECT KnowledgeObjects.title, KnowledgeObjects.description, KnowledgeObjects.parent, KnowledgeTypes.tableName, 
Users.fullname 
 FROM KnowledgeObjects INNER JOIN Users ON KnowledgeObjects.author=Users.id 
 INNER JOIN KnowledgeTypes ON KnowledgeObjects.objectType=KnowledgeTypes.id WHERE 
KnowledgeObjects.id=${id}"/> 
 
<h1>Opdater vidensobjekt</h1> 
<p>Du er ved at lave en ny revision af vidensobjektet: 
<c:forEach var="KO2" begin="0" items="${KO2.rows}"> 
    <b>"${KO2.title}"</b> 
    <form action="/servlet/dk.ruc.vidensdatabase.CreateKnowledgeObject" enctype="multipart/form-data" method="post"> 
        <input type="hidden" name="parent" value="${KO2.id}" /> 
        <p /> 
        <h2>Titel:</h2> 
        <input type="text" name="title" value="${KO2.title}" style="width:300px;" /> 
        <p /> 
        <h2>Beskrivelse:</h2> 
        <textarea name="description" style="height:100px;width:300px;">${KO2.description}</textarea> 
        <p /> 
        <h2>Type kontekst: </h2> 
        <c:set var="t" value="${KO2.objecttype}" /> 
        <input type="hidden" name="type" value="${t}" /> 
</c:forEach> 
 
    <c:if test="${t == 4}"> 
    <sql:query var="quote" sql="SELECT QUOTES.id, QUOTES.text FROM QUOTES WHERE QUOTES.id = ${id}"/> 
        <c:forEach var="quote" begin="0" items="${quote.rows}"> 
            Indtast tekst her:<br /> 
            <textarea name="content" style="height:100px;width:400px;">${quote.text}</textarea> 
        </c:forEach> 
    </c:if> 
     
    <c:if test="${t == 5}"> 
        <sql:query var="hyper" sql="SELECT Hyperlinks.id, hyperlinks.url FROM hyperlinks WHERE hyperlinks.id = 
${id}"/> 
        <c:forEach var="hyper" begin="0" items="${hyper.rows}"> 
            Indtast hyperlink her<br /> 
            <input name="content" type="text" style="width:400px;" value="${hyper.url}"/> 
        </c:forEach> 
    </c:if> 
 
    <c:if test="${t == 6}"> 
        <sql:query var="files" sql="SELECT files.id, files.filetype, files.BINARY FROM files WHERE files.id = ${id}"/> 
            <p>Der er mulighed for at uploade en ny fil eller anvende den allerede eksisterende</p> 
            <c:forEach var="files" begin="0" items="${files.rows}"> 
                VÃ¦lg evt. ny fil her:<br /> 
                <input name="content" type="file" style="width:400px;"/> 
            </c:forEach> 
    </c:if> 
    <p> 
    <input type="submit" name="indsendKnap" value="Opret"> 
    <input type="reset" value="Nulstil"> 
    </form> 
    </p> 
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</tags:Template> 
 
/ROOT/Search/Default.jsp 
<%@ taglib uri="http://java.sun.com/jsp/jstl/fmt" prefix="fmt" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %> 
<%@ taglib uri="http://java.sun.com/jsp/jstl/sql" prefix="sql" %> 
<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %> 
<tags:Template title="asdf"> 
    <sql:query var="KO" sql="SELECT * FROM KnowledgeObjects WHERE UPPER(description) LIKE 
UPPER('%${param.search}%') OR UPPER(title) LIKE UPPER('%${param.search}%') MINUS SELECT * from 
KnowledgeObjects WHERE id IN(SELECT parent from KnowledgeObjects WHERE parent IS not null)"/> 
    <h1>Søgeresultater - fandt ${KO.rowCount} objekt<c:if test="${KO.rowCount>1}">er</c:if></h1> 
    <p>Viser ikke tidligere versioner af objekter - viser kun de nyeste versioner.</p> 
    <table border="1" cellpadding="2" cellspacing="0"> 
        <th>Titel</th> 
        <th>Beskrivelse</th> 
        <th>Dato</th> 
        <th>Revision af</th> 
        <c:forEach var="KO" begin="0" items="${KO.rows}"> 
        <tr> 
            <td><a href="/Display/Default.jsp?id=${KO.id}">${KO.title}</a></td> 
            <td>${KO.description}</td> 
            <td><fmt:formatDate type="both" dateStyle="default" timeStyle="short" value="${KO.created}"/></td> 
            <td><a href="/Display/Default.jsp?id=${KO.parent}">${KO.parent}</a></td> 
        </tr> 
        </c:forEach> 
    </table> 
</tags:Template> 
 
10.3 SQL-sætninger til oprettelse af databasen 
 
CopyRelations.sql 
 
CREATE OR REPLACE PACKAGE types  
as  
    type cursorType is ref cursor RETURN Relations%rowtype;  
END;  
/  
 
CREATE OR REPLACE PROCEDURE CopyRelations(parentID IN NUMBER, childID IN NUMBER) 
    IS 
        this_cursor types.cursorType; 
        tableRow Relations%ROWTYPE; 
        i NUMBER := 1; 
    BEGIN 
        OPEN this_cursor FOR SELECT * FROM Relations WHERE objectA=parentID AND NOT 
objectA=childID; 
         
        LOOP 
            FETCH this_cursor into tableRow; 
            EXIT WHEN this_cursor%NOTFOUND; 
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            INSERT INTO Relations(objectA, objectB) VALUES(childID, 
tableRow.objectB); 
            dbms_output.put_line('Inserted relationv #'||i||' ('|| tableRow.objectA 
||', '|| tableRow.objectB ||')'); 
            i := i + 1; 
        END LOOP; 
    EXCEPTION 
        WHEN others THEN 
            dbms_output.put_line('Error : '|| sqlerrm); 
    END; 
/ 
 
FILES.sql 
 
--DROP TABLE Files; 
CREATE TABLE PRO_NMP.Files 
  ( 
    ID INTEGER PRIMARY KEY,     
    binary BLOB NOT NULL, 
    fileType VARCHAR2(255) NOT NULL, 
 fileName VARCHAR2(255) NOT NULL, 
    CONSTRAINT Constraint_FK_Files 
        FOREIGN  KEY (ID)  
        REFERENCES  KnowledgeObjects(ID)  
        ON DELETE CASCADE    
 ) 
 
HYPERLINKS.sql 
 
--DROP TABLE HyperLinks; 
CREATE TABLE PRO_NMP.HyperLinks 
  ( 
    ID INTEGER PRIMARY KEY,     
    URL VARCHAR2(1000) NOT NULL, 
    CONSTRAINT Constraint_FK_HyperLinks 
        FOREIGN  KEY (ID)  
        REFERENCES  KnowledgeObjects(ID)  
        ON DELETE CASCADE    
 ) 
 
KNOWLEDGEOBJECTS.sql 
 
--DROP TRIGGER TRIGGER_KNOWLEDGEOBJECTSINSERT; 
--DELETE FROM KNOWLEDGEOBJECTS; 
--DROP TABLE KNOWLEDGEOBJECTS; 
CREATE TABLE KNOWLEDGEOBJECTS 
  ( 
   ID INTEGER PRIMARY KEY, 
   title VARCHAR2 (255) NOT NULL, 
   description VARCHAR2 (4000) NOT NULL, 
   created DATE NOT NULL, 
   author INTEGER NOT NULL, 
   parent INTEGER CHECK (NOT parent = ID), 
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   objectType INTEGER NOT NULL, 
 CONSTRAINT Constraint_FK_Knowledge1  
  FOREIGN  KEY (objectType)  
        REFERENCES  KnowledgeTypes(ID)  
        ON DELETE CASCADE, 
 CONSTRAINT Constraint_FK_Knowledge2  
        FOREIGN  KEY (parent)  
        REFERENCES  KnowledgeObjects(ID)  
        ON DELETE CASCADE, 
 CONSTRAINT Constraint_FK_Knowledge3  
        FOREIGN  KEY (author)  
        REFERENCES  Users(ID)  
        ON DELETE CASCADE 
 ) 
/ 
 
DROP SEQUENCE SEQUENCE_KNOWLEDGEOBJECTSID; 
CREATE SEQUENCE SEQUENCE_KNOWLEDGEOBJECTSID; 
 
CREATE TRIGGER TRIGGER_KNOWLEDGEOBJECTSINSERT 
BEFORE INSERT ON KNOWLEDGEOBJECTS 
FOR EACH ROW 
BEGIN 
    SELECT SEQUENCE_KNOWLEDGEOBJECTSID.nextval INTO :new.id FROM dual; 
END; 
/ 
 
KNOWLEDGETYPES.sql 
 
DROP TABLE KnowledgeTypes; 
CREATE TABLE KnowledgeTypes 
( 
    id INTEGER PRIMARY KEY, 
 title VARCHAR2(255) NOT NULL, 
    description VARCHAR2(1000) NOT NULL, 
    created DATE NOT NULL 
) 
 
DROP SEQUENCE Sequence_KnowledgeTypes 
CREATE SEQUENCE Sequence_KnowledgeTypes 
/ 
 
CREATE TRIGGER Trigger_KnowledgeTypes 
BEFORE INSERT ON KnowledgeTypes 
FOR EACH ROW 
BEGIN 
    SELECT Sequence_KnowledgeTypes.nextval INTO :new.id FROM dual; 
END; 
/ 
 
QUOTES.sql 
 
--DROP TABLE QUOTES; 
CREATE TABLE PRO_NMP.QUOTES 
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  ( 
    ID INTEGER PRIMARY KEY,     
    text VARCHAR2 (4000) NOT NULL, 
    CONSTRAINT Constraint_FK_Quotes 
        FOREIGN  KEY (ID)  
        REFERENCES  KnowledgeObjects(ID)  
        ON DELETE CASCADE 
     
 ) 
/ 
 
RELATIONS.sql 
 
--DROP TABLE Relations; 
CREATE TABLE PRO_NMP.Relations 
  (    
    objectA INTEGER NOT NULL, 
    objectB INTEGER NOT NULL, 
    CHECK (NOT objectA = objectB), 
    PRIMARY KEY (objectA, objectB), 
    CONSTRAINT Constraint_FK_Relations 
        FOREIGN  KEY (objectA)   
        REFERENCES  KnowledgeObjects(ID)  
        ON DELETE CASCADE, 
    CONSTRAINT Constraint_FK_Relations2 
        FOREIGN  KEY (objectB)   
        REFERENCES  KnowledgeObjects(ID)  
        ON DELETE CASCADE 
 ) 
 
USERS.sql 
 
--DROP TABLE USERS; 
CREATE TABLE Users 
( 
    ID INTEGER PRIMARY KEY, 
    fullName VARCHAR2(255) NOT NULL, 
    userName VARCHAR2(255) NOT NULL UNIQUE, 
    userPassword VARCHAR2(1000) NOT NULL, 
    lastLogin TIMESTAMP(0), 
    IP VARCHAR(15) 
) 
 
CREATE SEQUENCE Sequence_KnowledgeTypes 
/ 
 
CREATE TRIGGER Trigger_KnowledgeTypes 
BEFORE INSERT ON KnowledgeTypes 
FOR EACH ROW 
BEGIN 
    SELECT Sequence_KnowledgeTypes.nextval INTO :new.id FROM dual; 
END; 
/ 
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10.4 Tomcat konfigurationsfiler 
 
/conf/server.xml 
<?xml version='1.0' encoding='utf-8'?> 
<Server> 
  <DecodeInterceptor defaultEncoding="UTF8" /> 
  <Listener className="org.apache.catalina.mbeans.ServerLifecycleListener"/> 
  <Listener className="org.apache.catalina.mbeans.GlobalResourcesLifecycleListener"/> 
  <GlobalNamingResources> 
    <Environment name="simpleValue" type="java.lang.Integer" value="30"/> 
    <Resource auth="Container" description="User database that can be updated and saved" name="UserDatabase" 
type="org.apache.catalina.UserDatabase" pathname="conf/tomcat-users.xml" 
factory="org.apache.catalina.users.MemoryUserDatabaseFactory"/> 
  </GlobalNamingResources> 
  <Service name="Catalina"> 
    <Connector port="8080" redirectPort="8443" maxSpareThreads="75" maxThreads="150" minSpareThreads="25"> 
    </Connector> 
    <Connector port="8009" protocol="AJP/1.3" protocolHandlerClassName="org.apache.jk.server.JkCoyoteHandler" 
redirectPort="8443"> 
    </Connector> 
    <Engine name="Catalina"> 
      <Host appBase="webapps" name="localhost"> 
      </Host> 
      <Realm className="org.apache.catalina.realm.UserDatabaseRealm"/> 
      <Valve className="org.apache.catalina.valves.RequestDumperValve"/> 
    </Engine> 
  </Service> 
</Server> 
 
/conf/tomcat-users.xml 
<?xml version='1.0' encoding='utf-8'?> 
<tomcat-users> 
  <role rolename="tomcat"/> 
  <role rolename="role1"/> 
  <role rolename="manager"/> 
  <role rolename="admin"/> 
  <user username="Administrator" password="#XVGT#2j" roles="admin,manager"/> 
  <user username="Skumhest" password="Gnags" roles="role1"/> 
</tomcat-users> 
 
/conf/web.xml 
<?xml version="1.0" encoding="ISO-8859-1"?> 
<web-app xmlns="http://java.sun.com/xml/ns/j2ee" 
    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
    xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee http://java.sun.com/xml/ns/j2ee/web-app_2_4.xsd" 
    version="2.4"> 
 
  <!-- ======================== Introduction ============================== --> 
  <!-- This document defines default values for *all* web applications      --> 
  <!-- loaded into this instance of Tomcat.  As each application is         --> 
  <!-- deployed, this file is processed, followed by the                    --> 
  <!-- "/WEB-INF/web.xml" deployment descriptor from your own               --> 
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  <!-- applications.                                                        --> 
  <!--                                                                      --> 
  <!-- WARNING:  Do not configure application-specific resources here!      --> 
  <!-- They should go in the "/WEB-INF/web.xml" file in your application.   --> 
 
 
  <!-- ================== Built In Servlet Definitions ==================== --> 
 
 
  <!-- The default servlet for all web applications, that serves static     --> 
  <!-- resources.  It processes all requests that are not mapped to other   --> 
  <!-- servlets with servlet mappings (defined either here or in your own   --> 
  <!-- web.xml file.  This servlet supports the following initialization    --> 
  <!-- parameters (default values are in square brackets):                  --> 
  <!--                                                                      --> 
  <!--   debug               Debugging detail level for messages logged     --> 
  <!--                       by this servlet.  [0]                          --> 
  <!--                                                                      --> 
  <!--   input               Input buffer size (in bytes) when reading      --> 
  <!--                       resources to be served.  [2048]                --> 
  <!--                                                                      --> 
  <!--   listings            Should directory listings be produced if there --> 
  <!--                       is no welcome file in this directory?  [true]  --> 
  <!--                                                                      --> 
  <!--   output              Output buffer size (in bytes) when writing     --> 
  <!--                       resources to be served.  [2048]                --> 
  <!--                                                                      --> 
  <!--   readonly            Is this context "read only", so HTTP           --> 
  <!--                       commands like PUT and DELETE are               --> 
  <!--                       rejected?  [true]                              --> 
  <!--                                                                      --> 
  <!--   readmeFile          File name to display with the directory        --> 
  <!--                       contents. [null]                               --> 
  <!--                                                                      --> 
  <!--  For directory listing customization. Checks localXsltFile, then     --> 
  <!--  globalXsltFile, then defaults to original behavior.                 --> 
  <!--                                                                      --> 
  <!--   localXsltFile       Make directory listings an XML doc and         --> 
  <!--                       pass the result to this style sheet residing   --> 
  <!--                       in that directory. This overrides              --> 
  <!--                        globalXsltFile[null]                          --> 
  <!--                                                                      --> 
  <!--   globalXsltFile      Site wide configuration version of             --> 
  <!--                       localXsltFile This argument is expected        --> 
  <!--                       to be a physical file. [null]                  --> 
  <!--                                                                      --> 
  <!--                                                                      --> 
 
    <servlet> 
        <servlet-name>default</servlet-name> 
        <servlet-class>org.apache.catalina.servlets.DefaultServlet</servlet-class> 
        <init-param> 
            <param-name>debug</param-name> 
            <param-value>0</param-value> 
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        </init-param> 
        <init-param> 
            <param-name>listings</param-name> 
            <param-value>true</param-value> 
        </init-param> 
        <load-on-startup>1</load-on-startup> 
    </servlet> 
 
 
  <!-- The "invoker" servlet, which executes anonymous servlet classes      --> 
  <!-- that have not been defined in a web.xml file.  Traditionally, this   --> 
  <!-- servlet is mapped to the URL pattern "/servlet/*", but you can map   --> 
  <!-- it to other patterns as well.  The extra path info portion of such a --> 
  <!-- request must be the fully qualified class name of a Java class that  --> 
  <!-- implements Servlet (or extends HttpServlet), or the servlet name     --> 
  <!-- of an existing servlet definition.     This servlet supports the     --> 
  <!-- following initialization parameters (default values are in square    --> 
  <!-- brackets):                                                           --> 
  <!--                                                                      --> 
  <!--   debug               Debugging detail level for messages logged     --> 
  <!--                       by this servlet.  [0]                          --> 
 
    <servlet> 
        <servlet-name>invoker</servlet-name> 
        <servlet-class> 
          org.apache.catalina.servlets.InvokerServlet 
        </servlet-class> 
        <init-param> 
            <param-name>debug</param-name> 
            <param-value>0</param-value> 
        </init-param> 
        <load-on-startup>2</load-on-startup> 
    </servlet> 
    <servlet-mapping> 
     <servlet-name>invoker</servlet-name> 
 <url-pattern>/servlet/*</url-pattern> 
    </servlet-mapping> 
 
 
  <!-- The JSP page compiler and execution servlet, which is the mechanism  --> 
  <!-- used by Tomcat to support JSP pages.  Traditionally, this servlet    --> 
  <!-- is mapped to the URL pattern "*.jsp".  This servlet supports the     --> 
  <!-- following initialization parameters (default values are in square    --> 
  <!-- brackets):                                                           --> 
  <!--                                                                      --> 
  <!--   checkInterval       If development is false and checkInterval is   --> 
  <!--                       greater than zero, background compilations are --> 
  <!--                       enabled. checkInterval is the time in seconds  --> 
  <!--                       between checks to see if a JSP page needs to   --> 
  <!--                       be recompiled. [0]                             --> 
  <!--                                                                      --> 
  <!--   modificationTestInterval                                           --> 
  <!--                       Causes a JSP (and its dependent files) to not  --> 
  <!--                       be checked for modification during the         --> 
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  <!--                       specified time interval (in seconds) from the  --> 
  <!--                       last time the JSP was checked for              --> 
  <!--                       modification. A value of 0 will cause the JSP  --> 
  <!--                       to be checked on every access.                 --> 
  <!--                       Used in development mode only. [4]             --> 
  <!--                                                                      --> 
  <!--   compiler            Which compiler Ant should use to compile JSP   --> 
  <!--                       pages.  See the Ant documentation for more     --> 
  <!--                       information. [javac]                           --> 
  <!--                                                                      --> 
  <!--   classdebuginfo      Should the class file be compiled with         --> 
  <!--                       debugging information?  [true]                 --> 
  <!--                                                                      --> 
  <!--   classpath           What class path should I use while compiling   --> 
  <!--                       generated servlets?  [Created dynamically      --> 
  <!--                       based on the current web application]          --> 
  <!--                                                                      --> 
  <!--   development         Is Jasper used in development mode? If true,   --> 
  <!--                       the frequency at which JSPs are checked for    --> 
  <!--                       modification may be specified via the          --> 
  <!--                       modificationTestInterval parameter. [true]     --> 
  <!--                                                                      --> 
  <!--   enablePooling       Determines whether tag handler pooling is      --> 
  <!--                       enabled  [true]                                --> 
  <!--                                                                      --> 
  <!--   fork                Tell Ant to fork compiles of JSP pages so that --> 
  <!--                       a separate JVM is used for JSP page compiles   --> 
  <!--                       from the one Tomcat is running in. [true]      --> 
  <!--                                                                      --> 
  <!--   ieClassId           The class-id value to be sent to Internet      --> 
  <!--                       Explorer when using <jsp:plugin> tags.         --> 
  <!--                       [clsid:8AD9C840-044E-11D1-B3E9-00805F499D93]   --> 
  <!--                                                                      --> 
  <!--   javaEncoding        Java file encoding to use for generating java  --> 
  <!--                       source files. [UTF8]                           --> 
  <!--                                                                      --> 
  <!--   keepgenerated       Should we keep the generated Java source code  --> 
  <!--                       for each page instead of deleting it? [true]   --> 
  <!--                                                                      --> 
  <!--   mappedfile          Should we generate static content with one     --> 
  <!--                       print statement per input line, to ease        --> 
  <!--                       debugging?  [true]                             --> 
  <!--                                                                      --> 
  <!--   trimSpaces          Should white spaces in template text between   --> 
  <!--                       actions or directives be trimmed?  [false]     --> 
  <!--                                                                      --> 
  <!--   suppressSmap        Should the generation of SMAP info for JSR45   --> 
  <!--                       debugging be suppressed?  [false]              --> 
  <!--                                                                      --> 
  <!--   dumpSmap            Should the SMAP info for JSR45 debugging be    --> 
  <!--                       dumped to a file? [false]                      --> 
  <!--                       False if suppressSmap is true                  --> 
  <!--                                                                      --> 
  <!--   genStrAsCharArray   Should text strings be generated as char       --> 
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  <!--                       arrays, to improve performance in some cases?  --> 
  <!--                       [false]                                        --> 
  <!--                                                                      --> 
  <!--   errorOnUseBeanInvalidClassAttribute                                --> 
  <!--                       Should Jasper issue an error when the value of --> 
  <!--                       the class attribute in an useBean action is    --> 
  <!--                       not a valid bean class?  [true]                --> 
  <!--                                                                      --> 
  <!--   scratchdir          What scratch directory should we use when      --> 
  <!--                       compiling JSP pages?  [default work directory  --> 
  <!--                       for the current web application]               --> 
  <!--                                                                      --> 
  <!--   xpoweredBy          Determines whether X-Powered-By response       --> 
  <!--                       header is added by generated servlet  [false]  --> 
  <!--                                                                      --> 
  <!-- If you wish to use Jikes to compile JSP pages:                       --> 
  <!--   Set the init parameter "compiler" to "jikes".  Define              --> 
  <!--   the property "-Dbuild.compiler.emacs=true" when starting Tomcat    --> 
  <!--   by adding the above to your CATALINA_OPTS environment variable.    --> 
  <!--   If you get an error reporting that jikes can't use UTF8 encoding,  --> 
  <!--   try setting the init parameter "javaEncoding" to "ISO-8859-1".     --> 
 
    <servlet> 
        <servlet-name>jsp</servlet-name> 
        <servlet-class>org.apache.jasper.servlet.JspServlet</servlet-class> 
        <init-param> 
            <param-name>fork</param-name> 
            <param-value>false</param-value> 
        </init-param> 
        <init-param> 
            <param-name>xpoweredBy</param-name> 
            <param-value>false</param-value> 
        </init-param> 
        <load-on-startup>3</load-on-startup> 
    </servlet> 
 
 
  <!-- Server Side Includes processing servlet, which processes SSI         --> 
  <!-- directives in HTML pages consistent with similar support in web      --> 
  <!-- servers like Apache.  Traditionally, this servlet is mapped to the   --> 
  <!-- URL pattern "*.shtml".  This servlet supports the following          --> 
  <!-- initialization parameters (default values are in square brackets):   --> 
  <!--                                                                      --> 
  <!--   buffered            Should output from this servlet be buffered?   --> 
  <!--                       (0=false, 1=true)  [0]                         --> 
  <!--                                                                      --> 
  <!--   debug               Debugging detail level for messages logged     --> 
  <!--                       by this servlet.  [0]                          --> 
  <!--                                                                      --> 
  <!--   expires             The number of seconds before a page with SSI   --> 
  <!--                       directives will expire.  [No default]          --> 
  <!--                                                                      --> 
  <!--   isVirtualWebappRelative                                            --> 
  <!--                       Should "virtual" paths be interpreted as       --> 
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  <!--                       relative to the context root, instead of       --> 
  <!--                       the server root?  (0=false, 1=true) [0]        --> 
  <!--                                                                      --> 
  <!--                                                                      --> 
  <!-- IMPORTANT: To use the SSI servlet, you also need to rename the       --> 
  <!--            $CATALINA_HOME/server/lib/servlets-ssi.renametojar file   --> 
  <!--            to $CATALINA_HOME/server/lib/servlets-ssi.jar             --> 
 
<!-- 
    <servlet> 
        <servlet-name>ssi</servlet-name> 
        <servlet-class> 
          org.apache.catalina.ssi.SSIServlet 
        </servlet-class> 
        <init-param> 
          <param-name>buffered</param-name> 
          <param-value>1</param-value> 
        </init-param> 
        <init-param> 
          <param-name>debug</param-name> 
          <param-value>0</param-value> 
        </init-param> 
        <init-param> 
          <param-name>expires</param-name> 
          <param-value>666</param-value> 
        </init-param> 
        <init-param> 
          <param-name>isVirtualWebappRelative</param-name> 
          <param-value>0</param-value> 
        </init-param> 
        <load-on-startup>4</load-on-startup> 
    </servlet> 
--> 
 
 
  <!-- Common Gateway Includes (CGI) processing servlet, which supports     --> 
  <!-- execution of external applications that conform to the CGI spec      --> 
  <!-- requirements.  Typically, this servlet is mapped to the URL pattern  --> 
  <!-- "/cgi-bin/*", which means that any CGI applications that are         --> 
  <!-- executed must be present within the web application.  This servlet   --> 
  <!-- supports the following initialization parameters (default values     --> 
  <!-- are in square brackets):                                             --> 
  <!--                                                                      --> 
  <!--   cgiPathPrefix        The CGI search path will start at             --> 
  <!--                        webAppRootDir + File.separator + this prefix. --> 
  <!--                        [WEB-INF/cgi]                                 --> 
  <!--                                                                      --> 
  <!--   debug                Debugging detail level for messages logged    --> 
  <!--                        by this servlet.  [0]                         --> 
  <!--                                                                      --> 
  <!--   executable           Name of the exectuable used to run the        --> 
  <!--                        script. [perl]                                --> 
  <!--                                                                      --> 
  <!--   parameterEncoding    Name of parameter encoding to be used with    --> 
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  <!--                        CGI servlet.                                  --> 
  <!--                        [System.getProperty("file.encoding","UTF-8")] --> 
  <!--                                                                      --> 
  <!--   passShellEnvironment Should the shell environment variables (if    --> 
  <!--                        any) be passed to the CGI script? [false]     --> 
  <!--                                                                      --> 
  <!-- IMPORTANT: To use the CGI servlet, you also need to rename the       --> 
  <!--            $CATALINA_HOME/server/lib/servlets-cgi.renametojar file   --> 
  <!--            to $CATALINA_HOME/server/lib/servlets-cgi.jar             --> 
 
<!-- 
    <servlet> 
        <servlet-name>cgi</servlet-name> 
        <servlet-class>org.apache.catalina.servlets.CGIServlet</servlet-class> 
        <init-param> 
          <param-name>debug</param-name> 
          <param-value>6</param-value> 
        </init-param> 
        <init-param> 
          <param-name>cgiPathPrefix</param-name> 
          <param-value>WEB-INF/cgi</param-value> 
        </init-param> 
         <load-on-startup>5</load-on-startup> 
    </servlet> 
--> 
 
 
  <!-- ================ Built In Servlet Mappings ========================= --> 
 
 
  <!-- The servlet mappings for the built in servlets defined above.  Note  --> 
  <!-- that, by default, the CGI and SSI servlets are *not* mapped.  You    --> 
  <!-- must uncomment these mappings (or add them to your application's own --> 
  <!-- web.xml deployment descriptor) to enable these services              --> 
 
    <!-- The mapping for the default servlet --> 
    <servlet-mapping> 
        <servlet-name>default</servlet-name> 
        <url-pattern>/</url-pattern> 
    </servlet-mapping> 
 
    <!-- The mapping for the invoker servlet --> 
<!-- 
    <servlet-mapping> 
        <servlet-name>invoker</servlet-name> 
        <url-pattern>/servlet/*</url-pattern> 
    </servlet-mapping> 
--> 
 
    <!-- The mapping for the JSP servlet --> 
    <servlet-mapping> 
        <servlet-name>jsp</servlet-name> 
        <url-pattern>*.jsp</url-pattern> 
    </servlet-mapping> 
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    <servlet-mapping> 
        <servlet-name>jsp</servlet-name> 
        <url-pattern>*.jspx</url-pattern> 
    </servlet-mapping> 
 
    <!-- The mapping for the SSI servlet --> 
<!-- 
    <servlet-mapping> 
        <servlet-name>ssi</servlet-name> 
        <url-pattern>*.shtml</url-pattern> 
    </servlet-mapping> 
--> 
 
    <!-- The mapping for the CGI Gateway servlet --> 
 
<!-- 
    <servlet-mapping> 
        <servlet-name>cgi</servlet-name> 
        <url-pattern>/cgi-bin/*</url-pattern> 
    </servlet-mapping> 
--> 
 
 
  <!-- ==================== Default Session Configuration ================= --> 
  <!-- You can set the default session timeout (in minutes) for all newly   --> 
  <!-- created sessions by modifying the value below.                       --> 
 
    <session-config> 
        <session-timeout>30</session-timeout> 
    </session-config> 
 
 
  <!-- ===================== Default MIME Type Mappings =================== --> 
  <!-- When serving static resources, Tomcat will automatically generate    --> 
  <!-- a "Content-Type" header based on the resource's filename extension,  --> 
  <!-- based on these mappings.  Additional mappings can be added here (to  --> 
  <!-- apply to all web applications), or in your own application's web.xml --> 
  <!-- deployment descriptor.                                               --> 
 
    <mime-mapping> 
        <extension>abs</extension> 
        <mime-type>audio/x-mpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>ai</extension> 
        <mime-type>application/postscript</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>aif</extension> 
        <mime-type>audio/x-aiff</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>aifc</extension> 
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        <mime-type>audio/x-aiff</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>aiff</extension> 
        <mime-type>audio/x-aiff</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>aim</extension> 
        <mime-type>application/x-aim</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>art</extension> 
        <mime-type>image/x-jg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>asf</extension> 
        <mime-type>video/x-ms-asf</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>asx</extension> 
        <mime-type>video/x-ms-asf</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>au</extension> 
        <mime-type>audio/basic</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>avi</extension> 
        <mime-type>video/x-msvideo</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>avx</extension> 
        <mime-type>video/x-rad-screenplay</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>bcpio</extension> 
        <mime-type>application/x-bcpio</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>bin</extension> 
        <mime-type>application/octet-stream</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>bmp</extension> 
        <mime-type>image/bmp</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>body</extension> 
        <mime-type>text/html</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>cdf</extension> 
        <mime-type>application/x-cdf</mime-type> 
    </mime-mapping> 
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    <mime-mapping> 
        <extension>cer</extension> 
        <mime-type>application/x-x509-ca-cert</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>class</extension> 
        <mime-type>application/java</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>cpio</extension> 
        <mime-type>application/x-cpio</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>csh</extension> 
        <mime-type>application/x-csh</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>css</extension> 
        <mime-type>text/css</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>dib</extension> 
        <mime-type>image/bmp</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>doc</extension> 
        <mime-type>application/msword</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>dtd</extension> 
        <mime-type>text/plain</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>dv</extension> 
        <mime-type>video/x-dv</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>dvi</extension> 
        <mime-type>application/x-dvi</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>eps</extension> 
        <mime-type>application/postscript</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>etx</extension> 
        <mime-type>text/x-setext</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>exe</extension> 
        <mime-type>application/octet-stream</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>gif</extension> 
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        <mime-type>image/gif</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>gtar</extension> 
        <mime-type>application/x-gtar</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>gz</extension> 
        <mime-type>application/x-gzip</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>hdf</extension> 
        <mime-type>application/x-hdf</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>hqx</extension> 
        <mime-type>application/mac-binhex40</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>htc</extension> 
        <mime-type>text/x-component</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>htm</extension> 
        <mime-type>text/html</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>html</extension> 
        <mime-type>text/html</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>hqx</extension> 
        <mime-type>application/mac-binhex40</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>ief</extension> 
        <mime-type>image/ief</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>jad</extension> 
        <mime-type>text/vnd.sun.j2me.app-descriptor</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>jar</extension> 
        <mime-type>application/java-archive</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>java</extension> 
        <mime-type>text/plain</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>jnlp</extension> 
        <mime-type>application/x-java-jnlp-file</mime-type> 
    </mime-mapping> 
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    <mime-mapping> 
        <extension>jpe</extension> 
        <mime-type>image/jpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>jpeg</extension> 
        <mime-type>image/jpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>jpg</extension> 
        <mime-type>image/jpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>js</extension> 
        <mime-type>text/javascript</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>jsf</extension> 
        <mime-type>text/plain</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>jspf</extension> 
        <mime-type>text/plain</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>kar</extension> 
        <mime-type>audio/x-midi</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>latex</extension> 
        <mime-type>application/x-latex</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>m3u</extension> 
        <mime-type>audio/x-mpegurl</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mac</extension> 
        <mime-type>image/x-macpaint</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>man</extension> 
        <mime-type>application/x-troff-man</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>me</extension> 
        <mime-type>application/x-troff-me</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mid</extension> 
        <mime-type>audio/x-midi</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>midi</extension> 
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        <mime-type>audio/x-midi</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mif</extension> 
        <mime-type>application/x-mif</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mov</extension> 
        <mime-type>video/quicktime</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>movie</extension> 
        <mime-type>video/x-sgi-movie</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mp1</extension> 
        <mime-type>audio/x-mpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mp2</extension> 
        <mime-type>audio/x-mpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mp3</extension> 
        <mime-type>audio/x-mpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mpa</extension> 
        <mime-type>audio/x-mpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mpe</extension> 
        <mime-type>video/mpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mpeg</extension> 
        <mime-type>video/mpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mpega</extension> 
        <mime-type>audio/x-mpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mpg</extension> 
        <mime-type>video/mpeg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>mpv2</extension> 
        <mime-type>video/mpeg2</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>ms</extension> 
        <mime-type>application/x-wais-source</mime-type> 
    </mime-mapping> 
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    <mime-mapping> 
        <extension>nc</extension> 
        <mime-type>application/x-netcdf</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>oda</extension> 
        <mime-type>application/oda</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>pbm</extension> 
        <mime-type>image/x-portable-bitmap</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>pct</extension> 
        <mime-type>image/pict</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>pdf</extension> 
        <mime-type>application/pdf</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>pgm</extension> 
        <mime-type>image/x-portable-graymap</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>pic</extension> 
        <mime-type>image/pict</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>pict</extension> 
        <mime-type>image/pict</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>pls</extension> 
        <mime-type>audio/x-scpls</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>png</extension> 
        <mime-type>image/png</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>pnm</extension> 
        <mime-type>image/x-portable-anymap</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>pnt</extension> 
        <mime-type>image/x-macpaint</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>ppm</extension> 
        <mime-type>image/x-portable-pixmap</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>ppt</extension> 
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        <mime-type>application/powerpoint</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>ps</extension> 
        <mime-type>application/postscript</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>psd</extension> 
        <mime-type>image/x-photoshop</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>qt</extension> 
        <mime-type>video/quicktime</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>qti</extension> 
        <mime-type>image/x-quicktime</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>qtif</extension> 
        <mime-type>image/x-quicktime</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>ras</extension> 
        <mime-type>image/x-cmu-raster</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>rgb</extension> 
        <mime-type>image/x-rgb</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>rm</extension> 
        <mime-type>application/vnd.rn-realmedia</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>roff</extension> 
        <mime-type>application/x-troff</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>rtf</extension> 
        <mime-type>application/rtf</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>rtx</extension> 
        <mime-type>text/richtext</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>sh</extension> 
        <mime-type>application/x-sh</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>shar</extension> 
        <mime-type>application/x-shar</mime-type> 
    </mime-mapping> 
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    <mime-mapping> 
        <extension>smf</extension> 
        <mime-type>audio/x-midi</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>sit</extension> 
        <mime-type>application/x-stuffit</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>snd</extension> 
        <mime-type>audio/basic</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>src</extension> 
        <mime-type>application/x-wais-source</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>sv4cpio</extension> 
        <mime-type>application/x-sv4cpio</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>sv4crc</extension> 
        <mime-type>application/x-sv4crc</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>swf</extension> 
        <mime-type>application/x-shockwave-flash</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>t</extension> 
        <mime-type>application/x-troff</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>tar</extension> 
        <mime-type>application/x-tar</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>tcl</extension> 
        <mime-type>application/x-tcl</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>tex</extension> 
        <mime-type>application/x-tex</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>texi</extension> 
        <mime-type>application/x-texinfo</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>texinfo</extension> 
        <mime-type>application/x-texinfo</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>tif</extension> 
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        <mime-type>image/tiff</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>tiff</extension> 
        <mime-type>image/tiff</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>tr</extension> 
        <mime-type>application/x-troff</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>tsv</extension> 
        <mime-type>text/tab-separated-values</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>txt</extension> 
        <mime-type>text/plain</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>ulw</extension> 
        <mime-type>audio/basic</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>ustar</extension> 
        <mime-type>application/x-ustar</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>xbm</extension> 
        <mime-type>image/x-xbitmap</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>xht</extension> 
        <mime-type>application/xhtml</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>xhtml</extension> 
        <mime-type>application/xhtml</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>xml</extension> 
        <mime-type>text/xml</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>xpm</extension> 
        <mime-type>image/x-xpixmap</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>xsl</extension> 
        <mime-type>text/xml</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>xwd</extension> 
        <mime-type>image/x-xwindowdump</mime-type> 
    </mime-mapping> 
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    <mime-mapping> 
        <extension>wav</extension> 
        <mime-type>audio/x-wav</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>svg</extension> 
        <mime-type>image/svg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>svgz</extension> 
        <mime-type>image/svg</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>vsd</extension> 
        <mime-type>application/x-visio</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <!-- Wireless Bitmap --> 
        <extension>wbmp</extension> 
        <mime-type>image/vnd.wap.wbmp</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <!-- WML Source --> 
        <extension>wml</extension> 
        <mime-type>text/vnd.wap.wml</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <!-- Compiled WML --> 
        <extension>wmlc</extension> 
        <mime-type>application/vnd.wap.wmlc</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <!-- WML Script Source --> 
        <extension>wmls</extension> 
        <mime-type>text/vnd.wap.wmlscript</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <!-- Compiled WML Script --> 
        <extension>wmlscriptc</extension> 
        <mime-type>application/vnd.wap.wmlscriptc</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>wrl</extension> 
        <mime-type>x-world/x-vrml</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>Z</extension> 
        <mime-type>application/x-compress</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
        <extension>z</extension> 
        <mime-type>application/x-compress</mime-type> 
    </mime-mapping> 
    <mime-mapping> 
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        <extension>zip</extension> 
        <mime-type>application/zip</mime-type> 
    </mime-mapping> 
 
 
  <!-- ==================== Default Welcome File List ===================== --> 
  <!-- When a request URI refers to a directory, the default servlet looks  --> 
  <!-- for a "welcome file" within that directory and, if present,          --> 
  <!-- to the corresponding resource URI for display.  If no welcome file   --> 
  <!-- is present, the default servlet either serves a directory listing,   --> 
  <!-- or returns a 404 status, depending on how it is configured.          --> 
  <!--                                                                      --> 
  <!-- If you define welcome files in your own application's web.xml        --> 
  <!-- deployment descriptor, that list *replaces* the list configured      --> 
  <!-- here, so be sure that you include any of the default values that     --> 
  <!-- you wish to include.                                                 --> 
 
    <welcome-file-list> 
        <welcome-file>Default.html</welcome-file> 
        <welcome-file>Default.htm</welcome-file> 
        <welcome-file>Default.jsp</welcome-file> 
    </welcome-file-list> 
</web-app> 
 
/webapps/ROOT/WEB-INF/web.xml 
<?xml version="1.0" encoding="ISO-8859-1"?> 
<!-- 
  Copyright 2004 The Apache Software Foundation 
 
  Licensed under the Apache License, Version 2.0 (the "License"); 
  you may not use this file except in compliance with the License. 
  You may obtain a copy of the License at 
 
      http://www.apache.org/licenses/LICENSE-2.0 
 
  Unless required by applicable law or agreed to in writing, software 
  distributed under the License is distributed on an "AS IS" BASIS, 
  WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, either express or implied. 
  See the License for the specific language governing permissions and 
  limitations under the License. 
--> 
 
<web-app xmlns="http://java.sun.com/xml/ns/j2ee" 
    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
    xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee http://java.sun.com/xml/ns/j2ee/web-app_2_4.xsd" 
    version="2.4"> 
 
  <display-name>Welcome to Tomcat</display-name> 
  <description> 
     Welcome to Tomcat 
  </description> 
 
<!-- JSPC servlet mappings start --> 
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<!-- JSPC servlet mappings end --> 
    <error-page> 
        <error-code>404</error-code> 
        <location>/Help/PageNotFound.jsp</location> 
    </error-page> 
 
    <security-constraint> 
        <web-resource-collection> 
            <web-resource-name>Vidensdatabase</web-resource-name> 
            <url-pattern>/</url-pattern> 
            <http-method>GET</http-method> 
            <http-method>POST</http-method> 
        </web-resource-collection> 
        <user-data-constraint>CONFIDENTIAL</user-data-constraint> 
        <auth-constraint> 
            <role-name>role1</role-name> 
        </auth-constraint> 
    </security-constraint> 
 
    <login-config> 
        <auth-method>BASIC</auth-method> 
    </login-config> 
 
    <security-role> 
        <role-name>role1</role-name> 
    </security-role> 
 
    <context-param> 
        <param-name>javax.servlet.jsp.jstl.sql.dataSource</param-name> 
        <param-value>jdbc/oracle-9i-vidensdeling</param-value> 
    </context-param> 
</web-app> 
 
/webapps/ROOT/META-INF/context.xml 
<?xml version='1.0' encoding='utf-8'?> 
<Context reloadable="true"> 
    <Environment name="simpleValue2" type="java.lang.Integer" value="20"/> 
    <Resource name="jdbc/oracle-9i-vidensdeling" factory="oracle.jdbc.pool.OracleDataSourceFactory" 
type="oracle.jdbc.pool.OracleConnectionCacheImpl" password="4AWSSE0QJU" 
driverClassName="oracle.jdbc.driver.OracleDriver" maxIdle="2" maxWait="5000" user="PRO_NMP" 
url="jdbc:oracle:thin:@dat-db.ruc.dk:1521:datalogi" maxActive="4"/> 
    <ResourceLink name="simpleValue" global="simpleValue" type="java.lang.Integer" /> 
</Context> 
 
