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L’ouverture s’impose de plus en plus comme une propriété indispensable dans de
nombreux systèmes informatiques. Elle est notamment l’une des problématiques des
travaux menés dans le domaine des systèmes multi-agents et particulièrement abor-
dée dans notre thèse. Nous allons exposer ci-dessous les différentes motivations nous
ayant poussé à aborder cette problématique dans les organisations multi-agents. En-
suite, nous détaillerons les objectifs et la démarche suivie pour nos travaux et nous
terminerons ce chapitre par la présentation de la structure du manuscrit.
1.1 Motivations et contexte
Les développements scientiﬁques et technologiques sont basés sur la concep-
tion et le développement de systèmes. La déﬁnition de la notion de système dépend
du domaine (mathématique, économie, minéralogie, informatique, ...) considéré. Un
système peut être simplement déﬁni comme un ensemble d’éléments interagissant
entre eux selon un certain nombre de principes ou règles. Les éléments d’un système
peuvent être simples ou complexes, avec un fonctionnement centralisé ou distribué.
Un système est également caractérisé par une frontière, qui représente les critères dé-
terminant l’appartenance ou non d’un élément au système.
Un système peut être fermé ou ouvert selon qu’il interagit ou non directement
avec son environnement. Ainsi, un système est fermé lorsque toutes ses interactions
sont entre les éléments appartenant à son environnement ou sa frontière. Dans le cas
contraire, c’est-à-dire lorsque certaines interactions sont faites avec des éléments hors
de sa frontière le système est dit ouvert.
1
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Dans le domaine informatique, un système est déﬁni comme un ensemble struc-
turé de composants logiciels, matériels et de données, permettant d’automatiser tout
ou partie d’un système d’information. Celui-ci offre donc des fonctionnalités à des uti-
lisateurs (personnes et/ou autres composants logiciels). L’ouverture de tels systèmes
est généralement définie comme la capacité d’ajouter et d’enlever des fonctionnalités
en cours d’exécution [132].
De façon générale, dans des systèmes informatiques fermés, la gestion de l’ajout
d’une fonctionnalité ne peut impliquer que des entités internes à l’environnement du
système, c’est-à-dire que l’ajout de fonctionnalités appartenant à des entités externes
aux frontières du système n’est ni envisagé, ni traité. Quant à la gestion des suppres-
sions de fonctionnalités, dans le cas de systèmes fermés, elle consiste à adapter le
système en ne tenant compte que des possibilités de son environnement c’est-à-dire
sans aller chercher des solutions auprès d’entités extérieures à ses frontières. En re-
vanche, dans des systèmes ouverts, l’ajout d’une fonctionnalité peut impliquer des
entités internes à l’environnement du système, ou des entités externes à son environ-
nement. Pareillement, la gestion des suppressions de fonctionnalités peut être faite par
des mécanismes d’adaptation d’entités internes au système, mais aussi elle peut im-
pliquer des entités externes au système. L’ouverture dans les systèmes informatiques
implique également la prise en compte des utilisateurs des systèmes par la mise en
oeuvre de mécanismes leurs permettant l’accès aux fonctionnalités du système.
Ainsi, l’ouverture s’impose de plus en plus aux systèmes informatiques pour leur
permettre d’inter-opérer avec d’autres systèmes, d’être portables vers d’autres sys-
tèmes et aussi d’être accessibles par différents utilisateurs. La mise en oeuvre de ces
caractéristiques : interopérabilité, portabilité et accessibilité, est généralement faci-
litée par des conventions et des standards. En effet, comme introduit ci-dessus les
interactions dans un système sont régies par des règles. Ces dernières peuvent être
différentes d’un système à un autre et développées avec des langages de programma-
tions différents. Ainsi, les conventions et standards définissent des règles communes
qui, lorsqu’elles sont prises en compte dans un système, lui permettent de garantir son
ouverture.
Dans le cadre spécifique des systèmes multi-agents (SMA) dans lequel s’intègrent
les travaux de cette thèse, les principaux éléments du système sont des agents. Ces
derniers sont définis comme des entités logicielles situées dans un environnement,
et agissant de façon autonome pour atteindre leurs objectifs [86]. L’autonomie d’un
agent caractérise sa capacité à agir sans l’intervention d’un tiers (humain ou agent) et
de contrôler ses propres actions ainsi que son état interne.
Dans un SMA, les fonctionnalités sont fournies par des agents qui, comme nous
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l’avons dit ci-dessus, sont autonomes et ont des capacités de raisonnement et de déci-
sion. Ainsi, l’ouverture dans un SMA consiste principalement à gérer les arrivées et
les départs des agents n’appartenant pas initialement au système, ce qui implique une
problématique d’ajout et de suppression de fonctionnalités fournies par les agents.
En outre, des travaux récents en SMA, proposent une approche de conception
et de développement de SMA avec une intégration explicite de l’environnement
des agents. En effet, dans les SMA classiques, les agents représentent l’unique
objet d’étude. Le fait qu’ils sont situés dans un environnement est presque ignoré.
Pareillement, il est presque toujours ignoré le fait que l’environnement d’un SMA
peut avoir des objets différents des agents et que ces objets fournissent aussi des
fonctionnalités. Pour réponse à ce besoin, les travaux d’Alessandro Ricci et al. [117]
proposent un modèle de conception de systèmes multi-agents qui s’inspire des
environnements humains dans lesquels existent de nombreux objets pouvant réaliser
des fonctionnalités indépendantes ou complémentaires à celles des humains. Leur
méta-modèle de conception de SMA est basé sur les notions d’agent et d’artefact
(A&A). L’artefact est le concept que les auteurs utilisent pour représenter les objets
d’un environnement multi-agent. Chaque artefact d’un SMA encapsule un ensemble
de fonctionnalités auxquels les agents peuvent accéder et qu’ils peuvent utiliser dans
leur activités. Les artefacts sont des entités passives, c’est-à-dire qu’ils n’ont pas de
capacités de raisonnement et de décisions comme les agents. Cette approche a pour
avantage de réduire la complexité des agents qui n’ont plus besoin d’implémenter
les fonctionnalités qui sont offertes par les artefacts. D’autre part, les artefacts sont
conçus de façon à pouvoir offrir un manuel d’utilisation libre d’accès aux agents
du SMA auquel ils appartiennent. Ce manuel a pour but de faciliter l’apprentissage
de l’utilisation d’un artefact par les agents. Ce qui favorise la mise en oeuvre de
l’ouverture dans les SMA.
Dans ce travail, nous nous intéressons plus particulièrement à la manière dont
cette problématique est abordée dans les organisations multi-agents. Une organisation
multi-agent est déﬁnie comme un ensemble d’agent interagissant suivant des schémas
de coopération précis pour atteindre des objectifs de l’organisation. Par déﬁnition, une
organisation a des frontières et donc un environnement qui lui est propre dans lequel
évoluent ses agents. Une organisation ouverte est déﬁnie comme une organisation
dans laquelle des agents autonomes et hétérogènes peuvent entrer et sortir [49, 20].
La gestion de l’ouverture dans une organisation mutli-agent consiste donc à offrir les
moyens permettant aux agents d’entrer, d’en sortir tout en tenant compte des objectifs
de l’organisation.
Objectifs 4
L’intérêt de cette problématique aujourd’hui est liée au fait que d’une part,
plusieurs travaux [60, 81, 52, 56] ont déjà abordé les problématiques de modélisation
et de gestion d’organisations et ont proposé des résultats de différentes approches
comme nous le verrons dans l’état de l’art. Cependant, ces travaux ne se sont pas in-
téressés à la problématique d’ouverture notamment à l’études des besoins et solutions
pour la mise en oeuvre de mécanismes de gestion des entrées et des sorties d’agents
dans une organisation. En outre, certains résultats proposés peuvent servir de base à la
conception de solutions à cette problématique comme nous le verrons dans nos propo-
sitions. D’autre part, en considérant l’exigence de plus en plus croissante de nos jours
d’ouverture des systèmes et l’application des travaux de recherche en SMA à des cas
d’utilisations d’activités de la vie courante comme celui que nous présenterons dans
cette thèse, nous réalisons un tout autre intérêt à l’étude et la proposition de solutions
pour la mise en oeuvre et la gestion de l’ouverture dans des organisations multi-agents.
Ayant présenté ci-dessus le contexte et les motivations de cette thèse nous allons
présenter dans la section suivante les objectifs de nos travaux de recherche.
1.2 Objectifs
L’objectif de nos travaux dans cette thèse est d’établir les besoins relatifs à la pro-
blématique d’ouverture dans les organisations multi-agents et de proposer un modèle
de spéciﬁcation et de gestion d’organisations qui assure la mise en place de l’ouverture
au sein d’organisations multi-agents.
Notre démarche consistera à analyser les limites des modèles organisationnels
existant relativement à l’ouverture en particulier celles des modèles MOISE+ [81]
et MoiseInst [68], modèles dont nous nous servirons comme base de conception d’un
modèle de spéciﬁcation d’organisations ouvertes. Ensuite, nous nous inspirerons de
l’approches du méta-modèle A&A pour la mise en ouvre et la gestion des propriétés
caractéristiques de l’ouverture au sein d’organisations multi-agents. Nous validerons
ensuite notre proposition par sa mise en oeuvre avec une application de simulation
de la construction d’un édiﬁce à travers laquelle nous présenterons la gestion des en-
trées des agents qui participent à la construction, la gestion de la coordination de leurs
tâches respectives pour la réalisation de l’objectif global de l’organisation ainsi que
leur régulation, et enﬁn la gestion des sorties d’agents dans ce cas d’étude.
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1.3 Organisation du mémoire
La suite de ce document est décomposée en trois parties. Dans la première, nous
faisons une analyse de l’ouverture d’une part dans les systèmes informatiques et dans
les systèmes multi-agents et d’autre part dans le cadre spéciﬁque des organisations
multi-agents.
Ainsi, le chapitre 2 propose donc une étude des propriétés de l’ouverture dans des
systèmes informatiques en général, ainsi que les particularités correspondantes aux
SMA.
Le chapitre 3 présente les caractéristiques et les besoins de l’ouverture dans les
organisations multi-agents. En effet, une organisation multi-agent se distingue d’un
SMA par le fait qu’une organisation a une structure, des buts que doivent atteindre les
agents, et des normes déﬁnissant le comportement escompté des agents. Ainsi, gérer
l’ouverture dans une organisation multi-agent implique de prendre en compte en plus
des besoins liés à la gestion d’un SMA ouvert, ceux spéciﬁques à la structure, aux buts
et aux normes de l’organisation.
Nous terminons cette partie par une synthèse (chapitre 4) dans laquelle nous
résumons les caractéristiques d’une organisation multi-agent ouverte. Nous mettrons
particulièrement l’accent sur les caractéristiques que nous allons mettre en oeuvre à
travers nos propositions dans la partie suivante.
Dans la deuxième partie, nous présentons notre proposition de modèle de spéciﬁ-
cation et de gestion d’organisations mutli-agents ouvertes. Le chapitre 5 décrit le lan-
gage de modélisation d’organisation MOISE qui est une extension deMOISE+ [81].
Ainsi, l’accent sera mis dans ce chapitre sur les nouveaux concepts que nous avons
déﬁnis aﬁn d’enrichir MOISE+ pour permettre aux organisations spéciﬁées avec ce
langage de mieux gérer leur ouverture.
Le chapitre suivant( 6) aborde une des principales caractéristiques de l’ouverture
qui est la gestion des entrées/sorties des agents. Nous y présentons une démarche
de gestion des entrées/sortie avec la spéciﬁcation d’une organisation à laquelle nous
associons la spéciﬁcation d’un processus d’entrée/sortie. La spéciﬁcation d’un proces-
sus d’entrée/sortie consistera à déﬁnir pour une entité organisationnelle ses portails et
portes d’entrée/sortie ainsi que les exigences d’entrée/sortie. Le processus d’entrée ou
de sortie est géré par des portails et est supervisé par des agents organisationnels. Un
processus d’entrée ou de sortie comprend différentes étapes. Dans le cas des entrées
on distingue l’appel à candidature des agents, l’analyse des candidatures enregistrées,
la négociation et la validation de contrat pour les agents dont les candidatures ont été
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retenues. Dans le cas des sortie, le processus de décompose en demande de sortie,
analyse de la demande, négociation et validation de la demande.
Le chapitre 7 présente le modèle de gestion d’organisations ouvertes que nous pro-
posons avec l’infrastructure ORA4MAS. Nous y décrivons successivement les fon-
dements de cette infrastructure, ses principaux concepts qui sont les artefacts orga-
nisationnels et les agents organisationnels. Nous présentons également les artefacts
organisationnels que nous avons développés pour la gestion d’organisations spéciﬁées
avec le modèle MOISE.
La troisième partie de ce mémoire présente la mise en oeuvre, l’illustration ainsi
que les expérimentations de nos propositions. Dans un premier temps (chapitre 8),
nous présentons la façon dont les spéciﬁcations MOISE ont été développées et encap-
sulées dans les artefacts organisationnels.
Dans le chapitre 9, nous présentons notre cas d’étude qui est l’application de
simulation de construction d’un édiﬁce. Nous montrons les principales étapes de son
développement avec quelques scénarios illustrant la mise en oeuvre des propriétés
d’ouverture.
Nous terminons ce manuscrit avec une conclusion dans laquelle nous résumons






Ouverture – Systèmes informatiques
et systèmes multi-agents
Dans ce chapitre, nous présentons de façon générale les notions de système,
d’environnement et d’ouverture. Nous les spécialisons ensuite au domaine de l’infor-
matique, puis à celui des systèmes multi-agents pour en ressortir les problématiques
d’ouverture que nous aborderons dans cette thèse.
2.1 Définitions préliminaires
Système
La notion de système est utilisée dans différentes disciplines, avec à chaque fois une
signiﬁcation spéciﬁque suivant le domaine considéré. C’est la raison pour laquelle il
existe une diversité de déﬁnitions dans la littérature parmi lesquelles nous pouvons
citer :
– Ensemble cohérent de notions ; Assemblage d’éléments formant un ensemble
régi par des lois ; Ensemble de procédés pour produire un résultat [92].
– Ensemble d’éléments reliés entre eux [71].
– Entité relativement individualisable, qui se détache de son contexte ou de son
milieu tout en procédant à des échanges avec son environnement [134].
– Ensemble d’éléments interagissant entre eux selon un certain nombre de prin-
cipes ou règles [1].
Ces déﬁnitions nous permettent, indépendamment du domaine –biologie, écono-
mie, physique, social, informatique, etc. –, de distinguer les principales caractéris-
tiques de cette notion de système.
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1. Un système est composé d’éléments. Ceux ci peuvent être eux mêmes des sys-
tèmes devenant alors des sous-systèmes du système considéré [71, 134]. Par
exemple, dans le domaine économique, les éléments d’un système sont les ca-
pitaux, les produits, les clients, les outils (matériel, humain) de production qui
peuvent être constitués de sous-traitants.
2. Les éléments d’un système peuvent être reliés entre eux. Leurs liaisons et
connexions peuvent produire des résultats. Par exemple, toujours dans le do-
maine économique, les relations entre les éléments peuvent être catégorisées
en : ﬁnancement, fabrication, vente, service après vente. Les résultats du sys-
tème sont entre autres, les produits fabriqués, les bénéﬁces réalisés suite aux
ventes.
3. Le système peut avoir des échanges avec son environnement. Nous présentons
quelques déﬁnitions de l’environnement d’un système ci-dessous. En considé-
rant l’exemple d’un système économique, son environnement est constitué des
vendeurs et des acheteurs, les échanges sont de type achat et vente.
A la suite de cette analyse, il est important de préciser que la nature et le type des
éléments d’un système, ainsi que les relations entre les éléments, son environnement
et les échanges avec celui-ci, dépendent du domaine du système.
Dans le domaine informatique un système informatique se déﬁnit comme un en-
semble d’éléments dont les principales fonctionnalités sont de traiter, stocker, ache-
miner ou présenter de l’information [1].
Les éléments y sont principalement des ressources de type matériels (PC, serveur,
routeur, PDA, ...) ; logiciels (système d’exploitation, SGBD, langage de program-
mation, ...) et humains (concepteurs, programmeurs, utilisateurs, ...). Les relations
entre les éléments sont du type interactions homme – machine, consommation de
ressources. L’environnement est constitué d’autres systèmes informatique et donc
d’éléments de types matériel, logiciel et humain. La nature des échange entre un
système informatique et son environnement est principalement la transmission
d’informations à traiter ou traitées.
Ayant ainsi présenté de façon générale ces différentes notions, nous abordons dans
le paragraphe suivant, la notion d’environnement introduite brièvement ci-dessus.











FIGURE 2.1 – Vision d’ensemble de système et environnement
Environnement
Dans le dictionnaire Larousse, un environnement est déﬁni de façon générale
comme étant ce qui entoure [92] quelque chose ou une personne. Gigch [71] déﬁnit
l’environnement d’un système comme tout autre système sur lequel les mécanismes
de décision du système n’ont pas de contrôle. Walliser [134] quant à lui distingue
l’environnement interne d’un système de son environnement externe. Ce dernier étant
équivalent à la déﬁnition de Gigch, tandis que l’environnement interne d’un système
est composé de tous ses sous-systèmes ainsi que tout ce qui constitue leurs propres
environnements.
Dans la suite, nous adopterons la déﬁnition de Gigch et désignerons par envi-
ronnement d’un système tout ce qui est en dehors de celui-ci et donc n’est pas sous
son contrôle. L’environnement sera représenté essentiellement avec les systèmes exté-
rieurs qui ont ou sont susceptibles d’avoir des échanges avec celui-ci (cf. ﬁgure 2.1).
Les inﬂuences réciproques systèmes – environnement sont regroupées par Walli-
ser [134] en deux catégories.
1. Les données échangées :
– Les inputs, qui sont les données introduites dans un système par les éléments
de l’environnement.
– Les outputs, données qu’un système génère à destination de son environne-
ment.
2. La modiﬁcation de la frontière du système :
– Un système peut étendre sa frontière suite à l’intégration de certains éléments
de son environnement.
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– La frontière d’un système peut être restreinte par abandon de certains élé-
ments –sous-systèmes– du système.
Exemple, dans le domaine économique, un sous-traitant d’une entreprise peut être
racheté et devenir partie intégrante de l’entreprise, et inversement une entreprise peut
se séparer d’une de ses unités de production.
En transposant cette analyse dans le domaine informatique, l’environnement d’un
système est constitué de toutes les ressources matérielles, logicielles, humaines qui ne
sont pas contrôlées par le système. Par exemple, (i) un routeur extérieur à un système,
(ii) un utilisateur qui navigue sur un site internet, (iii) une application de recherche
telle que Google à laquelle est redirigé un lien de recherche sur une page/site web.
Un système informatique de type réseau peut s’étendre en se fusionnant à un
autre. Par ailleurs, une fonctionnalité peut être supprimée dans une application pour
être déléguée à une autre application.
En résumé, l’environnement d’un système est lui même composé d’autres sys-
tèmes, ceux ci-pouvant échanger des informations et ressources avec le système, ou
être intégrés au système et donc inﬂuer sur sa structure et/ou sur son fonctionnement.
C’est de ces relations entre système et environnement que découlent les probléma-
tiques d’ouverture.
Ouverture
L’environnement est central dans la déﬁnition de l’ouverture de système. En effet,
Gigch déﬁnit un système ouvert comme un système inscrit dans un environnement,
interagissant, échangeant et communiquant avec les autres systèmes de cet environ-
nement [71]. Par contre, Walliser propose la déﬁnition suivante, un système ouvert est
un système possédant une entrée et une sortie [134]. Les notions d’entrée et de sortie
ici font référence aux processus du système qui permettent d’une part à son environ-
nement de lui fournir des inputs et d’autre part de générer des outputs destinés à son
environnement.
Selon les auteurs, ci-dessus cités, contrairement à un système ouvert, un système
fermé n’a pas d’environnement, et donc pas d’entrée, ni de sortie. Il n’a pas d’échanges
avec des systèmes extérieurs et son état n’est inﬂuencé que par ses propriétés et condi-
tions initiales [71, 134].
L’étude de l’ouverture dans les systèmes consiste donc à déﬁnir les moyens
d’établir et gérer les échanges que peut avoir un système avec les autres systèmes
de son environnement. Il s’agit de déﬁnir la nature des échanges –échange de biens
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(vente, achat), échange de messages (communication)– les données échangées
(matériels, informations), les supports et ﬂux d’échanges, les impacts des échanges
(stabilité, adaptation, ﬁabilité). Toutefois, la déﬁnition de ces propriétés dépend du
domaine considéré mais aussi des fonctionnalités et ﬁnalités du système.
Dans le domaine informatique, il n’existe pas de déﬁnition unanime de systèmes
ouverts. Pour notre analyse nous considérons la déﬁnition suivante : les systèmes ou-
verts sont des systèmes qui fournissent un ensemble d’avantages en interopérabilité,
portabilité, et standards ouverts de logiciels ; ou configurés pour permettre des accès
non restreints par des personnes et/ou des ordinateurs [1].
– L’interopérabilité, déﬁnit la capacité d’échange des données et services entre
systèmes.
– La portabilité concerne, la capacité et facilité d’intégration d’un système infor-
matique dans un autre. Elle se rapporte à la problématique d’extension d’un
système par l’intégration d’autres systèmes de son environnement.
– L’utilisation de standards ouverts permet de faciliter la modiﬁcation des logi-
ciels utilisés de façon à ce qu’ils puissent mieux répondre aux besoins d’un
système.
– Les accès non restreints de personnes et/ou d’ordinateurs dépendent des
applications et/ou des systèmes. Par exemple, Internet est accessible par tout
ordinateur et toute personne via son ordinateur, mais un système d’information
de gestion d’une entreprise ne peut être accessible par toute personne et/ou tout
ordinateur.
En faisant une correspondance entre les propriétés générales d’ouverture de sys-
tèmes et les propriétés d’ouverture de systèmes informatiques, nous obtenons les si-
militudes suivantes :
1. Les échanges entre un système et d’autres systèmes de son environnement via
des inputs et des outputs se traduisent dans les systèmes informatiques par l’in-
teropérabilités que nous approfondirons dans la section 2.2.1.
2. La possibilité de modiﬁcation de frontière et d’état d’un système par intégration
d’autres systèmes de son environnement ou abandon de certains sous-systèmes
correspond dans les systèmes informatiques aux problématiques d’ajout et sup-
pression d’entités que nous aborderons dans la section 2.2.2.
3. Par ailleurs, avec la possibilité d’accès non restreints de personnes et/ou d’or-
dinateurs ainsi que les deux propriétés précédentes nous avons un ensemble
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de facteurs qui inﬂuencent l’état structurel et fonctionnel des systèmes informa-
tiques ouverts. Ainsi, la stabilité et le bon fonctionnement de ceux-ci nécessitent
une régulation et donc des mécanismes de contrôle que nous étudierons dans la
section 2.2.3.
2.2 Propriétés d’ouverture de systèmes informatiques
Dans la section précédente, nous avons présenté de façon générale les notions de
système et d’environnement qui nous ont permis d’introduire les problématiques liées
à l’ouverture des systèmes et en particulier les trois principales propriétés qui résument
ces problématiques : interopérabilité, ajout et suppression d’éléments, contrôle. Dans
cette section, nous analysons les tenants et les aboutissants de ces propriétés dans les
systèmes informatiques.
2.2.1 Interopérabilité
La problématique d’ouverture implique le besoin de faciliter les interactions entre
un système et d’autres systèmes de son environnement. Ce besoin se traduit en terme
d’interopérabilité, c’est-à-dire permettre à un système d’accéder aux fonctionnalités
d’un autre système, d’échanger des informations et de pouvoir utiliser les informations
échangées [35, 2]. Il est donc nécessaire d’avoir des structures et interfaces précises de
représentation et d’échange de données aﬁn que les interactions et échanges puissent
se faire correctement entre systèmes [35]. A cet effet, on distingue dans la littérature
trois niveaux d’interopérabilité syntaxique, structurelle, et sémantique [40, 63, 131].
– L’interopérabilité syntaxique concerne le format de représentation des connais-
sances en particulier l’utilisation de format standardisé.
– L’interopérabilité structurelle fait référence à l’organisation de l’information au
sein d’une ressource qui est régie par son modèle sous-jacent.
– L’interopérabilité sémantique est l’interprétation que l’on a d’une représentation
d’un domaine fondée sur un consensus.
La prise en compte de ces trois niveaux a entraîné le besoin d’uniformiser la déﬁni-
tion de certaines fonctionnalités des systèmes ainsi que leurs interfaces d’interactions
aﬁn de garantir l’interopérabilité [1]. Ainsi les consortiums de standardisation et de
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normalisation tels que ISO 1, ANSI 2, CEN 3 , AFNOR 4, W3C 5, etc. ont pour objec-
tifs de déﬁnir, tester, valider, publier et faire évoluer des normes que peuvent utiliser
des constructeurs de systèmes aﬁn que leurs produits –matériels ou logiciels– puissent
être interopérables avec ceux d’autres constructeurs.
Une norme est une règle fixant les conditions de la réalisation d’une opération, de
l’exécution d’un objet ou de l’élaboration d’un produit dont on veut unifier l’emploi
ou assurer l’interchangeabilité [92]. Les normes dont il est question ici sont celles
établies par un organisme indépendant national ou international qui déﬁnit leur ca-
ractère universel et limite les modiﬁcations unilatérales. Les normes n’imposent pas
la façon dont les fonctionnalités d’un système sont conçues et développées dans leur
architecture interne. Elles ne déﬁnissent que les objectifs des fonctionnalités, leurs
données respectives d’entrée et de sortie et les interfaces d’interopérabilités [1]. Par
exemple, à travers Internet, les informations transitent d’un réseau à un autre via des
routeurs. Ces derniers sont fabriqués par des constructeurs différents. L’utilisation des
protocoles standards de transport et transmission des données tels que TCP/IP permet
à tout routeur indépendamment de son constructeur et de ses mécanismes internes de
fonctionnement de pouvoir envoyer et recevoir des données provenant de tout autre
routeur quelque soit son constructeur.
L’interopérabilité est garantie par des normes avec l’avantage qu’il en existe
pour pratiquement toutes les étapes du processus d’échange d’informations entre sys-
tèmes [1]. Exemples : les normes de codage de caractères telle que UTF-8, ISO-8859-
xx qui permettent une interprétation correcte sur des systèmes d’exploitations et les
logiciels. Les normes de représentation structurée des données telles que XML, RDFS,
etc. Les normes de transport internet et de transmission des données telle que TCP/IP,
HTTPS, etc.
Par contre, pour toutes les applications existantes, il n’existe pas de normes
qui régissent toutes leurs interactions avec tous les systèmes avec lesquels elles
sont susceptibles d’interagir. Ainsi, lorsque des normes ne peuvent être utilisées,
les constructeurs et développeurs de systèmes décrivent eux-mêmes et mettent à
la disposition de leur environnement les interfaces d’interaction de leurs produits
matériels et logiciels ainsi que les représentations des données échangeables.
1. International Organization for Standardization – http://www.iso.org/
2. American National Standards Institute – http://www.ansi.org/
3. Comité européen de normalisation – http://www.cen.eu/
4. Association française de normalisation – http://www.afnor.org/
5. World Wide Web Consortium – http://www.w3.org/
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L’interopérabilité est certes l’une des principales propriétés d’ouverture des sys-
tèmes informatiques, mais, elle ne peut sufﬁre à elle seule pour répondre à tous les
besoins de cette problématique. En particulier, les besoins relatifs à l’intégration d’un
nouvel élément dans un système ou la suppression d’une composante du système.
2.2.2 Ajout et suppression d’éléments
Les propriétés d’ajout et suppression d’éléments sont celles qui inﬂuencent fon-
damentalement un système ouvert [75]. Dans la section 2.1, un système a été déﬁni
comme un ensemble d’éléments reliés entre eux. Cette déﬁnition correspond parfaite-
ment à la nature des systèmes informatiques qui sont généralement constitués de plu-
sieurs entités (sous-systèmes) ayant des fonctionnalités diverses et interagissant entre
elles. L’ajout d’une nouvelle entité implique que le système dispose de mécanismes
d’entrée et d’intégration. L’intégration implique que les fonctionnalités de la nouvelle
entité puissent être explicitement identiﬁables et que celle-ci (la nouvelle entité) puisse
interagir avec les autres entités du système. En effet, les entités d’un système sont gé-
néralement structurées et peuvent avoir des fonctionnalités complémentaires. Ainsi,
l’arrivée d’une nouvelle entité nécessite une coordination avec celles déjà existantes
de façon à ce que le système conserve son bon fonctionnement. De même, la sup-
pression d’une entité dans un système implique que celui-ci dispose de mécanismes
de gestion de départ ou de sortie, ainsi que d’adaptation de façon à maintenir une
stabilité du système.
Illustrons cette propriété d’ajout et suppression d’élément avec la spéciﬁcation
OSGI [5] mise en oeuvre dans les frameworks Equinox 6 et ApacheFelix 7 tous les
deux étant des implémentations open source de OSGI. Ils ont une architecture modu-
laire de composants appelés bundles. Un bundle est une classe Java qui implémente
des services ; qui peut être ajouté ou supprimé avant ou pendant l’exécution du
système. Le registry d’une implémentation OSGI détecte automatiquement l’ajout
de nouveaux bundles et donc de leurs services ainsi que la suppression de services
suite à la suppression de(s) bundle(s) correspondants. OSGI est donc un exemple de
spéciﬁcation permettant le développement de systèmes ouverts avec des mécanismes
d’intégration et d’adaptation dynamique.
La propriété d’ajout et suppression d’éléments pour un système ouvert, favorise
d’une part l’extension de ses fonctionnalités [75], d’autre part la contraction de celles-
6. http://www.eclipse.org/equinox/
7. http://felix.apache.org/
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ci vers celles qui lui semblent les plus intéressantes pour sa viabilité. Les mécanismes
liés à leur gestion ne sont pas toujours standardisés, ils dépendent généralement des
systèmes et de leurs applications ﬁnales. Ainsi, de la même façon qu’avec la propriété
d’interopérabilité, lorsqu’un système ne dispose pas d’une spéciﬁcation standard qui
décrit les mécanismes d’ajout et suppression d’éléments, il doit lui même fournir
explicitement aux systèmes de son environnement, les types et représentations des
données ainsi que les interfaces qui permettent l’entrée et l’intégration de nouvelles
entités ainsi que celles qui gèrent les suppressions d’entités appartenant au système.
La dynamique liée aux échanges de données avec l’interopérabilité ainsi qu’aux
ajouts et suppressions d’entités dans des systèmes informatiques ouverts nécessite des
mécanismes qui assurent leur stabilité et robustesse que nous étudions par la propriété
ci-dessous.
2.2.3 Contrôle
Le contrôle est déﬁni comme étant une régulation des opérations d’un système
pour que celui-ci réalise les fonctionnalités pour lesquelles il a été conçu [71].
Dans le domaine informatique, les systèmes et leurs environnements sont consti-
tués de ressources matérielles, logicielles, humaines, et ont pour fonctionnalités de
traiter, stocker, acheminer, présenter des informations. Ainsi, les mécanismes de
contrôle qui veillent au bon déroulement des traitements et des échanges entre un
système et son environnement sont particulièrement importants. Cette importance est
justiﬁée par le fait que l’ouverture expose d’avantages les systèmes informatiques à
des inﬂuences parfois malveillantes de la part des autres systèmes de son environ-
nement. Ainsi, pour pallier ces inﬂuences, les systèmes disposent généralement de
mécanismes d’autorégulation c’est-à-dire des caractéristiques structurelles et fonc-
tionnelles qui sont nécessaires et/ou sufﬁsantes pour qu’un système puisse atteindre
ses ﬁnalités [134]. La régulation dans les systèmes informatiques est principalement
abordée autour des problématiques de sécurité.
En effet, les informations traitées par un système ou échangées entre systèmes
doivent être intègres et ﬁables et, dans certains cas, elles doivent également être ac-
cessibles ou conﬁdentielles en temps opportun [126]. Ainsi, les politiques de sécurité
ont pour objectifs d’anticiper et gérer les opérations frauduleuses, non autorisées ou
malveillantes lors ou suite à des échanges entre un système et son environnement aﬁn
de garantir la ﬁabilité, l’intégrité, la mise à disposition et la conﬁdentialité des infor-
mations de leur système [1].
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La mise en oeuvre de la sécurité dans les systèmes informatiques se décompose
en plusieurs niveaux qui vont de la gestion des droits d’accès au cryptage des don-
nées, en passant par la surveillance du système, les pare-feux, les antivirus et autres
moyens [126]. Chacun de ces aspects constitue un domaine de recherche dont nous
ne pouvons faire une étude exhaustive dans cette thèse. Le lecteur pourra se référer
aux publications suivantes [11, 121, 126, 96].
Par ailleurs, Hewitt [75] préconise d’avoir une gestion décentralisée du contrôle
dans les systèmes ouverts c’est-à-dire avec plusieurs entités de contrôle. En effet,
avec une seule entité de contrôle, la robustesse du système n’est pas garantie dans
la mesure où en cas de surcharge de celui-ci, il peut y avoir rupture de fonctionnement
du système, ce qui n’est généralement pas le cas avec plusieurs points de contrôle.
En d’autres termes, une répartition des charges de contrôle auprès de plusieurs enti-
tés permet de limiter les risques de situations bloquantes de l’ensemble du système.
Ainsi, autant le contrôle est important dans un système ouvert, autant il sera efﬁcace
avec une gestion décentralisée.
2.3 Ouverture dans les approches RBAC
Après avoir présenté dans la section précédente, les trois principales propriétés
qui caractérisent les systèmes informatiques ouverts , nous allons aborder dans cette
section une approche généralement utilisée pour préserver un bon fonctionnement des
systèmes ouverts appelée RBAC (contrôle d’accès basé sur les rôles). Nous avons
choisi d’étudier cette approche car son principe général de gestion de l’ouverture se
rapproche de celui utilisé dans les organisations, qui est le champ d’application des
travaux de cette thèse.
L’une des politiques de sécurité utilisée dans les systèmes ouverts consiste à déﬁnir
des droits d’accès pour les différents utilisateurs aﬁn que ceux-ci puissent interagir
avec le système dans la stricte limite de leurs autorisations. Les travaux autour du
développement de ce type de politique sont connus sous l’abréviation RBAC (Role
Based Access Control) [61, 120, 106, 103].
Le principe général d’une politique RBAC [61, 120, 62] peut être résumé comme
suit : des permissions de réalisation d’opérations sur des objets sont associées à des
rôles ; des utilisateurs acquièrent des permissions par les rôles qui leur sont attribués.
La norme INCITS 8 359-2004 [62] qui spéciﬁe le standard de politique RBAC déﬁnit
ses cinq concepts de base de la façon suivante :
8. INCITS : InterNational Committee for Information Technology Standards
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– Utilisateur : entité –généralement un être humain– qui peut interagir avec le
système aﬁn d’y réaliser une opération sur des objets.
– Objet : entité qui contient ou reçoit des informations ; exemple : un ﬁchier, toute
ressource d’un système.
– Opération : programme exécutable dont l’invocation exécute des fonctions ou
instructions pour un utilisateur.
– Rôle : fonction –généralement professionnelle – qui décrit l’autorité et la res-
ponsabilité qu’aura tout utilisateur à qui ce rôle sera attribué dans un système ;
exemple : professeur, médecin, étudiant, etc.
– Permission : autorisation relative à la réalisation de certaine(s) opération(s) sur
un ou plusieurs objet(s) d’un système.
La notion de rôle permet également de hiérarchiser les utilisateurs d’un système
et de spéciﬁer des systèmes de type organisation. La norme INCITS 359-2004 [62]
précise que plusieurs permissions peuvent être associées à un même rôle et une
permission peut être associée à plusieurs rôles ; de même, plusieurs utilisateurs
peuvent avoir le même rôle et plusieurs rôles peuvent être attribués à un même
utilisateur.
L’une des spécialisations de l’approche RBAC est le modèle OrBAC [3] qui pro-
pose un modèle de description de politiques de sécurité basées sur le contexte dans des
organisations. OrBac étend le principe général RBAC en déﬁnissant trois types supplé-
mentaires de droit d’accès : obligation, interdiction et recommandation. Les politiques
de sécurité OrBAC sont représentées par α(org, r, a, v, c) : l’organisation org accorde
au rôle r le droit α, de réaliser une action a, sur une vue v dans le contexte c [3]. Les
valeurs possibles de α sont permission, obligation, interdiction ou recommandation.
La notion d’opération de l’approche RBAC est remplacée dans OrBAC par action, de
même la notion d’utilisateur est remplacée par celle de sujet. Une action est déﬁnie
dans une activité précise. Une vue est une utilisation particulière d’un objet dans une
organisation.
La variété de types de droits d’accès proposée par OrBAC ainsi que les notions
de contexte, d’activité, d’action et de de vue permettent de mieux expliciter la
modélisation d’une organisation. La ﬁgure 2.2 représente l’architecture du modèle
OrBAC.
Nous présentons ci-dessous la prise en compte et la mise en oeuvre des propriétés
d’ouverture étudiées dans la section 2.2 dans l’approche RBAC.
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spécifier, pour chaque organisation, les relations entre action et activité d'une part, et entre objet et vue d'autre
 Le
Or-BAC offre également la possibilité de spécifier des role-definition, view-definition et activity-definition. Une ro
FIGURE 2.2 – Modèle Entité-Relation de l’Architecture OrBAC d’après [3]
RBAC et Interopérabilité
L’interopérabilité d’un système est garantie par des normes. Dans les RBAC, en
plus de la norme INCITS 359-2004 [62] qui établit le standard de spéciﬁcation de po-
litiques RBAC ainsi que leur administration, une proposition de standard d’implémen-
tation et d’interopérabilité (IIS 9 [44, 45] a été soumise à l’INCITS. La proposition
RIIS a pour but de définir une norme de conception et implémentation de modèles
RBAC conformément au modèle de référence de la norme ANSI INCITS 359-2004.
Elle vise également à promouvoir des moyens pour faciliter des échanges de poli-
tique RBAC entre modèles différents sans avoir d’ambiguïté au niveau sémantique,
de transfert de codes entre implémentations de modèles RBAC et de comparaison de
systèmes RBAC.
En attendant que la proposition RIIS soit validée et utilisée, les modèles existant
et leur implémentation proposent des interfaces d’interaction qui varient suivant les
types de données échangées et selon les choix internes des systèmes. Par exemple, on
distingue des interfaces d’authentifications de type lecteur de carte magnétique, et de
type boîte de dialogue permettant d’entrer identifiant et mot de passe. L’API MotOr-
Bac 10 du modèle OrBAC, offre sa propre interface de définition et d’administration
de politique de droit d’accès,
9. RBAC Implementation and Interoperability Standard
10. MotOrBac : http://motorbac.sourceforge.net/
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RBAC et entrée – sortie
L’ajout et suppression d’entités dans l’approche RBAC consiste d’une part à gérer
les affectations de rôles aux utilisateurs dans un système et d’autre part à gérer
les départs des utilisateurs du système. En étudiant la spéciﬁcation de la norme
INCITS 359-2004 [62], nous avons identiﬁé les fonctions ci-dessous qui doivent être
implémentées dans tout modèle respectant cette norme. Comme leur nom respectif
l’indique, ces fonctions permettent d’enregistrer ou de supprimer un utilisateur :
AddUser(user), DeleteUser(user), d’affecter ou de supprimer un rôle à un utilisa-
teur : AssignUser(user, role), DeassignUser(user, role). USERS,ROLES,UA
sont respectivement les ensembles des utilisateurs, des rôles du système, ainsi que
l’ensemble et des utilisateurs à qui au moins un rôle a été affecté dans le système.
– AddUser(user)
– user /∈ USERS
– AssignUser(user, role)
– user ∈ USERS
– role ∈ ROLES
– (user, role) /∈ UA
– DeleteUser(user)
– user ∈ USERS
– DeassignUser(user, role)
– user ∈ USERS
– role ∈ ROLES
– (user, role) ∈ UA
Cependant, aucun paramètre même optionnel permettant de spéciﬁer des condi-
tions d’entrée ou de sortie dans le système et d’affectation ou d’abandon de rôle n’est
prévu dans la spéciﬁcation de ces fonctions par la norme INCITS 359-2004. Ainsi,
l’approche RBAC dispose certes d’une prise en compte des propriétés d’ajout et sup-
pression d’utilisateur(s) ainsi que de leur intégration dans un système avec la spé-
ciﬁcation des primitives dédiées, mais elle ne permet pas de spéciﬁer explicitement
des critères d’entrée et de sortie, ainsi que d’affectation de rôles aux utilisateurs, re-
lativement aux objectifs du système. Ces critères nous semblent indispensables en
particulier dans des systèmes qui ont des objectifs qu’ils voudraient réaliser –exemple
des organisations– et donc qui doivent se prémunir de la réalisation de ces objectifs en
vériﬁant que les capacités et compétences des utilisateurs qui entrent dans le système
et à qui sont affectés des rôles correspondent aux besoins des objectifs du système.
RBAC et contrôle
La norme INCITS 359-2004 [62], prévoit dans sa spéciﬁcation fonctionnelle des
fonctions pour l’administration de politique RBAC, c’est-à-dire de gestion de la dyna-
mique du système ainsi que le contrôle de son état. Parmi ces fonctions, nous pouvons
citer :
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– AssignedUsers(role) : retourne la liste des utilisateurs auxquels role a été attri-
bué.
– UserPermissions (user) : fournit les permissions d’un utilisateur, aussi bien des
rôles qui lui ont été directement affectés que des rôles dont il hérite.
– CheckAccess(session, operation, object) : retourne un booléen comme résultat
de l’autorisation ou pas d’une opération sur un objet au cour d’une session.
– ...
D’autre part, l’approche RBAC vise à anticiper et interdire toute action non au-
torisée dans un système par des permissions attribuées aux utilisateurs à travers leurs
rôles. Le contrôle du respect des droits d’accès est donc rigoureux voire rigide car
pour toute opération si la valeur retournée par la fonction CheckAccess est vrai alors
l’utilisateur pourra réaliser l’opération. Dans le cas contraire, il ne le pourra pas.
Du point de vue méthode de gestion, l’administration et le contrôle de politique
RBAC ont évolué dans le temps. On est ainsi passé de méthodes centralisées avec un
unique référentiel dans lequel étaient enregistrés et contrôlés tous les droits d’accès
d’un système [61] vers des approches de plus en plus décentralisées et récursives
c’est-à-dire qui réutilisent l’approche RBAC pour déﬁnir et gérer l’administration
de politique de droit d’accès. C’est le cas des modèles Admin-OrBAC [46], UAR-
BAC [95], ARBAC [119], etc.
En résumé, nous avons présenté dans cette section une approche qui permet la mise
en oeuvre et la gestion de l’ouverture dans des systèmes informatiques principalement
avec les notions de rôle et de permission. La notion de rôle ici permet de déﬁnir des
catégories d’utilisateurs à qui est associé un ensemble de permissions. Cette approche
a ainsi pour avantage de faciliter la gestion de l’ouverture notamment pour l’entrée, le
contrôle et la sortie des utilisateurs. En effet, la gestion des entrées dans un système
RBAC revient à gérer les affectations de rôles. Chaque utilisateur ayant un ou plusieurs
rôle(s) précis il est aisé de contrôler ses actions ou activités parmi lesquelles la sortie
d’un système car celles-ci sont régies par les permissions associées à son (ses) rôle(s).
Mais cette approche a quelques limites. Les standards qui permettront de garantir
l’interopérabilité sont encore en cours d’étude. La spéciﬁcation standard de l’approche
ne permet pas de déﬁnir des exigences pour : l’entrée, l’attribution d’un rôle et la
sortie des utilisateurs. Le contrôle est généralement rigide car les implémentations ne
permettent en générale pas aux utilisateurs de transgresser les permissions qui leurs
sont attribuées par leur(s) rôle(s). Nous étudierons dans la section qui suit ce qu’il en
est dans les systèmes multi-agents.
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2.4 Ouverture dans les systèmes multi-agents
Les analyses de l’ouverture dans les sections précédentes permettent de présenter
notre problématique dans le cadre général des systèmes informatiques. Dans cette
section, nous allons orienter notre étude aux systèmes multi-agents qui n’est autre que
le domaine spéciﬁque auquel se rapportent nos travaux de recherche.
2.4.1 Systèmes multi-agents
Les systèmes multi-agents (SMA) désignent des systèmes informatiques consti-
tués d’ensemble d’entités logicielles appelés agents qui interagissent, le plus souvent
selon des modes de coopération, de concurrence ou de coexistence [9]. Dans cette
section, nous n’allons pas faire un état de l’art exhaustif de l’historique et de l’évolu-
tion des SMA, les lecteurs peuvent se référer aux publications [138, 86, 127, 9] qui
présentent un bonne synthèse des différents résultats de recherche dans le domaine.
Cependant, à partir de ces articles, nous nous sommes intéressés aux caractéristiques
spéciﬁques de ces systèmes qui nous permettent d’analyser la problématique d’ou-
verture. Ainsi, il existe de nombreuses déﬁnitions du concept agent plus ou moins
équivalentes parmis lesquels nous avons choisi celle de Jennings, Sycara et Wool-
dridge [138] qui est la suivante.
Un agent est un système informatique, situé dans un environnement, et qui agit
d’une façon autonome et flexible pour atteindre les objectifs pour lesquels il a été
conçu. Les notions : « situé », « autonome » et « ﬂexible » sont déﬁnies comme suit :
– situé : l’agent est capable d’agir sur son environnement à partir des entrées per-
çues qu’il reçoit de ce même environnement.
– autonome : l’agent est capable d’agir sans l’intervention d’un tiers (humain ou
agent) et contrôle ses propres actions ainsi que son état interne.
– ﬂexible : l’agent dans ce cas est :
– capable de répondre à temps : l’agent doit être capable de percevoir son envi-
ronnement et d’élaborer une réponse dans les temps requis.
– proactif : l’agent doit exhiber un comportement proactif et opportuniste, tout
en étant capable de prendre l’initiative au "bon" moment.
– social : l’agent doit être capable d’interagir avec les autres agents (logiciels
et humains) quand la situation l’exige aﬁn de compléter ses tâches ou aider
ces agents à accomplir les leurs.
En plus de ces propriétés, Sycara [127] précise que chaque agent a des capacités
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de résolution ou des informations limitées pour la résolution d’un problème. Cette
caractéristique est le fondement même des SMA qui est basé sur une décomposition
d’un problème complexe en sous problèmes et une distribution de ces derniers à plu-
sieurs agents. Chaque agent résout le sous problème qui lui est conﬁé et l’agrégation
des solutions partielles de chaque agent contribue à la solution du problème complexe
initial.
Ainsi, les premiers travaux en SMA se sont essentiellement focalisés sur cette
problématique de distribution [91, 94, 139]. En effet, un SMA était quasiment un sys-
tème fermé dans lequel, tous les agents étaient programmés par un même concepteur
qui intégrait directement dans leur code toutes les primitives ou fonctions dont ils se
serviraient pour la résolution de sous problème(s) dont ils auraient la charge.
Il ne se posait donc pas de problématique d’interopérabilité et plus précisément
d’interaction entre agents inconnus [53] c’est-à-dire développés par des program-
meurs différents de telle sorte que chaque agent n’a pas de connaissance préalable
des agents avec lesquels il interagira dans un SMA.
De même, il ne se posait pas de problématique d’arrivée et départ d’agents incon-
nus dans un SMA. Tous les agents étaient crées ou étaient auto-crées au lancement
du système à partir de prototypes de code qui leurs permettaient de s’exécuter sans
mécanismes spéciﬁques d’intégration.
Quant au contrôle, puisque le concepteur du SMA était également celui qui dé-
veloppait les agents, ces derniers étaient programmés de façon à toujours avoir des
comportements bienveillants, c’est-à-dire des comportements qui exécutent les taches
ou résolvent les sous problèmes pour lesquels ils ont été programmés sans jamais nuire
volontairement à un autre agent du SMA ou au SMA lui même.
Un autre aspect important et souvent négligé dans les premiers travaux en SMA
est l’environnement. En effet, l’environnement d’un SMA est constitué d’agents et
parfois d’autres ressources que peuvent utiliser les agents [137, 136, 135]. Exemple :
un agent robot nettoyeur utilise un capteur pour obtenir les informations lui permettant
de déterminer quelles sont les zones à nettoyer, ou une batterie pour se recharger en
énergie. Un agent se distingue d’une ressource par le fait qu’il possède des capacités
décisionnelles ; tandis que les ressources sont des entités passives et ont des capacités
exclusivement fonctionnelles [135]. En d’autres termes, contrairement aux agents, les
ressources ne sont pas autonomes. Leurs exécutions se font uniquement par invocation
d’instructions ou appels de méthodes par une autre entité –programme, agent–, elles
sont programmées pour fournir un certains nombre de fonctions ou services.
Cependant, dans les premiers travaux en SMA, l’environnement était quasiment
intégré dans le code des agents. En effet, un agent était programmé avec toutes les
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connaissances sur les ressources de son environnement dont il devait avoir besoin
au cours de son existence. Cette approche avait pour conséquence de surcharger le
code des agents qui aurait pu être évité en envisageant une découverte autonome des
ressources nécessaires à la réalisation de tâche de l’agent.
La problématique d’ouverture est donc récente dans le domaine des
SMA [49, 20, 8] et comme toute nouvelle problématique, elle a connu des évo-
lutions qui ont abordé progressivement des techniques de gestion d’intégration de
nouveaux agents dans un SMA avec le Broker [36], des moyen de gestion des inter-
actions entre agents inconnus avec le développement de langage de communication
d’agents tel que KQML 11 [90]. Ces travaux ont contribué au développement de
standards par le consortium FIPA 12 afin d’uniformiser certains résultats et ainsi de
favoriser des recherches vers le développement de SMA de plus en plus ouverts.
Nous approfondirons cette analyse dans les sections qui suivent en étudiant les
problèmes d’ouvertures spécifiques aux systèmes multi-agents en suivant le schéma
des propriétés présenté dans la section 2.2.
2.4.2 Interopérabilité et hétérogénéité des agents
Afin de voir comment l’interopérabilité est gérée au sein des SMA intéressons
nous d’abord à l’hétérogénéité des agents, l’une des propriétés fondamentales des
SMA.
Le développement des SMA a été favorisé par de nombreux travaux sur, la concep-
tion et l’implémentation des mécanismes permettant aux agents d’acquérir des don-
nées, de raisonner, d’agir sur leur environnement ainsi que de communiquer avec
d’autres agents. Ces travaux ont abouti au développement de diverses architectures
de conception des agents et de différents langages de communication et de program-
mation d’agents [138].
L’architecture d’un agent définit la façon dont son comportement interne repré-
sente les informations qu’il perçoit dans son environnement et prend les décisions
qui détermineront les actions qu’il va réaliser. Les architectures les plus connues et
utilisées dans la littérature sont celles des agents réactifs et celles des agents BDI
(Belief-Desire-Intention) [114]. Les différentes architectures d’agents proposées ont
conduit au développement de divers langages et plate-formes de programmation
11. KQML : Knowledge Query and Manipulation Language
12. FIPA : Foundation for Intelligent Physical Agents, www.fipa.org
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d’agents chacun correspondant généralement à une architecture particulière. Par
ailleurs, l’architecture la plus utilisée est de type BDI et parmi les plate-formes
existantes on peut citer Jack 13, AgentTool 14, Jade 15 [15], Jadex 16 [4], Jason 17 [22],
2APL 18 [48].
Cette diversité d’architectures et de langages de programmation d’agents, nous
permet de réaliser le potentiel d’hétérogénéité des agents pouvant coexister dans un
SMA. Le challenge de l’ouverture dans les SMA relativement à l’interopérabilité est
de permettre à des agents ayant des architectures différentes et/ou des langages de pro-
grammation différents de pouvoir interagir entre eux et avec les ressources éventuelles
de leur environnement.
Ainsi, l’interopérabilité dans les SMA concerne deux types d’interactions : agent
– agent et agent – ressource. Pour ce dernier type, il n’existe pas de normes qui
impose la description fonctionnelle des ressources ainsi que leur utilisation. En effet,
ce type d’interaction ne constitue pas un engouement particulier de recherches dans
le domaine. En général, les programmeurs d’agents implémentent directement dans
le code des agents les primitives qu’ils utiliseront pour interagir avec les ressources
qu’ils utiliseront. Cette approche pose un problème de découverte dynamique de
nouvelles ressources dans un SMA et de capacité à interagir avec elles. Heureuse-
ment, des travaux récents [104, 116, 117] proposent une approche intéressante pour la
conception et l’implémentation des ressources de SMA avec la notion d’artefact. Le
principe est de déﬁnir chaque ressource avec la spéciﬁcation d’un artefact notamment
un manuel d’utilisation dans lequel est décrit l’interface d’utilisation de l’artefact.
Ainsi les agents, peuvent apprendre eux-mêmes comment interagir avec les artefacts
/ ressources de leur environnement.
L’interopérabilité pour les interactions agents – agents est abordée avec le dévelop-
pement de langages de communication qui permettent aux agents de pouvoir échan-
ger des messages tout en conservant leur propre architecture. KQML [90, 55] est
l’un des premiers langages de communication utilisé par les développeurs de SMA.
Plus récemment le consortium FIPA a déﬁni un standard de langage de communica-
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gage, exemples : send, cfp, inform, notunderstood qui peuvent être utilisés dans des
protocoles de communication qui gèrent des échanges de messages entre agents. Ce
standard est implémenté dans la plupart des plate-formes de programmation d’agents.
L’avantage à avoir une spécification standard des communications entre agents
est de faciliter l’interprétation syntaxique des messages échangés. En effet, grâce aux
performatifs utilisés dans les protocoles de communication par les agents au cours de
leurs conversations, ils arrivent à se comprendre indépendamment de leur architecture
interne et de leur langage de programmation. Par ailleurs, la sémantique des messages
échangés dépend des applications. C’est donc aux développeurs d’agents pour une ap-
plication donnée de préciser quelle est l’ontologie utilisée pour l’interprétation séman-
tique des messages que les agents échangeront. L’interopérabilité sémantique pour les
communications entre agents reste donc une problématique ouverte en SMA malgré
les travaux de la DARPA 19 pour la spécification d’ontologie pour les agents notam-
ment le DAML 20 [99] en particulier avec des approches de services web [54, 100].
2.4.3 Entrée–sortie et coopérations des agents
Dans la littérature, un système multi-agent ouvert est généralement défini comme
étant un système dans lequel des agents hétérogènes peuvent entrer et sortir facile-
ment [125, 130, 8]. Ainsi, une des préoccupations essentielles dans la conception d’un
SMA ouvert est celle de définir les moyens permettant aux agents d’entrer, de s’inté-
grer et de sortir.
Approche par «Broker »
Un broker est un service de courtage qui assure les fonctions de pages jaunes et de
routeur entre les agents d’un SMA. Ainsi, tout agent qui entre dans un SMA s’enre-
gistre auprès d’un broker en précisant ses caractéristiques ou compétences et lorsqu’un
agent quitte le SMA, le broker dans lequel il est enregistré le supprime de sa liste
d’agents [36]. De plus, lorsqu’un agent a besoin d’un service dont les compétences
lui manque, il interagit avec le broker qui lui fournit une liste d’agents qui peuvent
réaliser le service sollicité.
Le broker assure les fonctions de routeur lorsqu’il sert d’intermédiaire pour des
interactions entre agents [36]. Par exemple, un agent peut envoyer une demande de
service au broker qui la transmet aux agents appropriés selon le service sollicité, et in-
versement pour répondre à une demande de service un agent peut envoyer sa réponse
19. Defense Advanced Research Projects Agency
20. DAML : DARPA Agent Markup Language
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au broker qui la transmettra à l’agent destinataire. Notons que la présence d’un broker
n’exclut pas les interactions directes agent – agent. En effet, suite à une première inter-
action entre deux agents avec le broker comme intermédiaire, chacun peut conserver
les références(adresse, compétences, ...) de l’autre et ainsi lors de prochaines interac-
tions ne plus faire appel au broker comme intermédiaire.
Par ailleurs, dans des SMA constitués d’un grand nombre d’agents, il est possible
d’avoir plusieurs brokers qui gèrent les entrées et les sorties des agents. Cette approche
vise à optimiser les recherches d’agents adéquats pour des services spéciﬁques [23].
Chaque broker ne gère en effet que les entrées et départs d’agents ayant des caracté-
ristiques ou compétences spéciﬁques.
L’approche de gestion des entrées et des sorties avec broker a un inconvénient qui
est la centralisation des données des agents auprès d’un seul composant. Raison pour
laquelle des approches de décentralisation des services d’enregistrement et d’intégra-
tion ont été proposées parmi lesquelles l’utilisation d’agent(s) accueillant(s).
Approche par « agents accueillants »
La notion d’agent accueillant a été proposé par Vercouter [132] en vue d’une ges-
tion collective et coopérative des entrées et intégrations d’agents dans un SMA ouvert.
Le principe de cette approche est que tout agent du SMA est un agent accueillant c’est-
à-dire :
– Qu’il soit lui même intégré dans le SMA en ayant d’une part enregistré ses
compétences et besoins auprès d’un agent accueillant, et d’autre part en étant
capable de comprendre les compétences et besoins d’autres agents de façon à
pouvoir et leur venir en aide le cas échéant.
– Qu’il ait connaissance des autres agents du SMA de manière à pouvoir d’une
part, leur présenter de nouveaux agents –dont il a géré l’entrée– et leur notiﬁer
les départs d’agents –dont il a géré la sortie– et d’autre part, qu’il ait un compor-
tement coopératif et bienveillant vis-à-vis des demandes d’entrée et intégration
de nouveaux agents.
Ainsi, contrairement à l’approche précédente dans laquelle la gestion d’arrivée et
d’intégration de nouveaux agents est gérée par un service dédié (broker) avec le choix
d’en avoir un ou plusieurs dans un SMA ouvert, dans cette approche, cette gestion
est généralisée ou distribuée auprès de tous les agents du SMA. Bien qu’intéressante,
cette approche a en commun avec l’approche broker, le manque de gestion des entrées
et sorties de ressources, limite prise en compte dans la recommandation FIPA que
nous présentons ci-dessous.













FIGURE 2.3 – Model de référence FIPA de AMS [64]
Recommandations FIPA
Le consortium FIPA [64] de normalisation des domaines agent et multi-agents, pro-
pose une spéciﬁcation de conception de SMA avec une distinction de la gestion des
entrées et intégrations des agents de celle des ressources.
Les entrées et intégrations des agents sont assurées par un service de pages
blanches agent management service (AMS) et un service de pages jaunes directory
facilitator (DF) cf. 2.3. Tout agent qui entre dans un SMA doit s’enregistrer auprès
de l’AMS, et enregistrer ses savoir faire –s’il a des services à offrir– auprès du DF.
Ce dernier a donc les mêmes fonctionnalités qu’un broker et permet également aux
agents de trouver des agents qui peuvent leur offrir des services dont ils ont besoin.
Les entrées et intégrations des ressources sont gérées par un agent wrapper et un
agent ressource broker (ARB) cf. 2.3. Un ARB assure un service de pages jaunes pour
les fonctionnalités des ressources. Chaque ressource est associée à un agent wrapper,
l’ARB publie les fonctionnalités et l’identiﬁant de l’agent wrapper qui est associé à la
ressource qui offre chaque fonctionnalité. Un agent wrapper est un agent qui assure
les médiations entre les agents d’un SMA et des ressources non agents. Lorsqu’un
agent veut utiliser une fonctionnalité d’une ressource, il envoie un message ACL à
l’agent wrapper qui le transcrit en l’instruction correspondante de la ressource sollici-
tée. Et inversement, l’agent wrapper transcrit les résultats envoyés par une ressource
en message ACL qu’il envoie ensuite à l’agent ayant sollicité le service fourni par la





























Figure 4: Agent Software Integration Reference Model 
FIGURE 2.4 – Model de référence FIPA des agents wrapper et agent ressource bro-
ker [64]
ressource.
2.4.4 Contrôle et autonomie des agents
Les particularités des SMA par rapport aux systèmes informatiques sont : la dis-
tribution et l’autonomie des agents. La première permet de répartir la résolution d’un
problème complexe au sein de plusieurs agents en vue de la résolution du problème.
La seconde consiste à considérer que l’agent peut prendre individuellement ses déci-
sions sans avoir besoin d’une entité de contrôle extérieure (humain ou autre).
Par contre, le comportement des agents n’est pas toujours bienveillant. En d’autres
termes, de leur hétérogénéité et autonomie, émergent souvent des comportements non
escomptés dans un système. En effet, les agents sont généralement implémentés par
des programmeurs différents et chaque agent a ses propres objectifs qui déterminent
son comportement.
Par ailleurs, les travaux en SMA ont de plus en plus évolué dans le développement
des systèmes qualiﬁés de sociaux, dans lesquels les coopérations entre agents sont
indispensables. La coopération est alors contrôlée par des approches basées sur la
conﬁance et la réputation [140, 101, 59], et des approches de systèmes normatifs [19,
18, 80]. Nous développerons uniquement la seconde approche qui fait partie du cadre
de nos travaux de recherche contrairement à la première approche.
L’approche des systèmes normatifs consiste à déﬁnir des normes qui régissent le
comportement des agents dans une société d’agents. La notion de norme ici et de
façon générale dans les SMA, a une sémantique différente de celle que nous avons
vue dans la section 2.2 où elle désignait un standard établi par un organisme national
ou international de normalisation. En SMA, une norme exprime un comportement,
plus précisément une obligation, une permission ou une interdiction que des agents
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doivent respecter. Elle est déﬁnie dans une application particulière et n’a pas de valeur
universelle car sa portée se limite en général au cadre de l’application. Cette séman-
tique de norme en SMA se rapproche de celle de la notion de droit d’accès présentée
dans la section 2.3. Dans la suite de ce mémoire, nous utiliserons essentiellement la
sémantique multi-agent de la notion de norme.
Le contrôle dans un système multi-agent normatif consiste à vériﬁer que les agents
respectent les normes. Ainsi, on distingue en général deux approches. Une approche
préventive qui consiste à n’autoriser que les actions permises à un agent et donc toute
tentative d’exécution d’une action interdite par une norme n’aboutit pas [57]. C’est la
même approche que celle des modèles RBAC. La deuxième approche est plus ﬂexible
car elle autorise la réalisation d’une action interdite et les mécanismes de contrôle
analysent alors le non respect de la norme avant de décider d’une application ou non
d’une pénalité [76].
Les normes et la structuration dans les SMA constituent les éléments de bases
des organisations dont nous étudierons les besoins et moyens de mise en oeuvre de
l’ouverture dans le prochain chapitre.
2.5 Synthèse
Dans ce chapitre, nous avons étudié dans un premier temps les concepts de système
et environnement qui nous ont permis de déﬁnir la problématique d’ouverture dans un
système. Cette étude nous a permis de faire ressortir trois propriétés caractéristiques de
l’ouverture dans les systèmes informatiques : l’interopérabilité, l’ajout et suppression
d’éléments et le contrôle.
L’étude de ces propriétés nous a permis de révéler que :
– L’interopérabilité est la capacité pour un système ouvert d’interagir, échanger
des données avec d’autres systèmes.
– L’ajout et la suppression d’éléments sont les propriétés qui inﬂuencent le plus
un système ouvert. Car, la première implique une modiﬁcation architecturale
et fonctionnelle par intégration d’un nouvel élément dans un système, et la
deuxième implique une modiﬁcation identique par suppression d’un élément
du système. Ainsi, contrairement à l’interopérabilité qui permet essentiellement
l’échange des données à traiter entre systèmes, l’ajout et suppression d’entité
ont des ﬁnalités d’extension et de restriction architecturale et fonctionnelle dans
un système ouvert.
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– Le contrôle permet à un système ouvert d’assurer sa stabilité et sa robustesse.
Nous avons ensuite étudié l’approche RBAC (Role Based Access Control) rela-
tivement à l’ouverture. De cette étude, il résulte que, l’existence d’un standard qui
spéciﬁe un modèle de référence de l’approche fait de cette approche une possibilité
intéressante de mise en oeuvre de l’ouverture dans des systèmes informatiques. Ce-
pendant, nous avons vu que la spéciﬁcation des fonctions de gestion des entrées et des
sorties des utilisateurs a quelques limites liées au fait qu’elle ne permet pas de préciser
des conditions d’entrée et de sortie d’utilisateurs ainsi que d’attribution et d’abandon
de rôles. En plus, le contrôle avec l’approche RBAC est généralement rigide c’est-à-
dire que les utilisateurs ne peuvent en général par enfreindre les permissions qui leurs
sont attribuées via leur(s) rôle(s). Quant à la propriété d’interopérabilité, des travaux
de standardisation des moyens qui favoriseront les échanges et l’interprétation des
politiques RBAC entre des systèmes différents sont encore en cours.
En outre, l’approche RBAC offre l’avantage d’agréger la gestion du contrôle
d’accès dans un système avec la notion de rôle puisque plusieurs utilisateurs peuvent
avoir le même rôle. De ce fait, les modiﬁcations (ajout, suppression) de droits d’accès
se font sur les rôles déﬁnis dans le système et se répercutent sur les utilisateurs réels à
qui ces rôles sont attribués dans le système. Ainsi, il est moins fastidieux de modiﬁer
les droits d’accès individuels de chaque utilisateur dans des systèmes ouverts où il est
susceptible d’y avoir un grand nombre d’utilisateurs.
Dans les systèmes multi-agents, nous avons vu que les propriétés d’ouverture
ci-dessus citées s’articulent avec les propriétés caractéristiques des SMA notamment
l’hétérogénéité des agents, leur capacité cognitive et leur autonomie. Ainsi, l’interopé-
rabilité, les entrées et sorties des agents et leur contrôle sont partiellement formalisées
et abordées respectivement par des problématiques de langage de communication
entre agents, service de pages jaunes et systèmes normatifs.
Les systèmes normatifs, regroupent divers travaux de recherche sur la régulation
des agents et en particulier sur la modélisation et la gestion d’organisation multi-agent
qui n’est autre que le champ d’application des travaux de cette thèse. Raison pour
laquelle, nous allons poursuivre notre étude dans le prochain chapitre avec l’analyse





De nombreux travaux ont été développés et continuent à l’être autour des tech-
nologies multi-agents. Ceux-ci portent notamment sur les architectures d’agents, les
moyens de communication entre agents, les interactions avec leur environnement,
etc. Les technologies ainsi développées constituent des bases pour le développement
d’autres problématiques telles que celle des organisations multi-agents qui s’inté-
ressent principalement aux mécanismes de coopération entre agents. Dans ce chapitre,
nous aborderons dans un premier temps les caractéristiques générales des organisa-
tions multi-agents : déﬁnition, approches de représentation et de gestion ainsi que les
problèmes découlant de leur ouverture. Nous étudierons ensuite quelques modèles or-
ganisationnels existant aﬁn d’analyser les moyens qu’ils offrent pour la mise en oeuvre
de l’ouverture dans les organisations représentées, déployées et gérées à partir de ces
modèles.
3.1 Généralités sur les organisations multi-agents
Dans le chapitre précédent, les agents ont été déﬁnis comme étant des entités lo-
gicielles autonomes, situées dans un environnement et capables d’avoir des compor-
tements proactifs et sociaux [86]. Ainsi, un agent est capable de décider seul de ses
actions, d’interagir avec d’autres agents et avec son environnement. Les premiers tra-
vaux de spéciﬁcation et de mise en oeuvre de ces propriétés d’agents se sont dévelop-
pés dans des contextes de SMA fermés dans lesquels, les concepteurs de SMA et les
programmeurs d’agents étaient généralement les mêmes [91, 94]. Il ne se posait donc
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pas de problème d’échanges de données entre des agents hétérogènes, ni de problème
d’intégration d’agents extérieurs au système ou de contrôle de comportements mal-
veillants des agents. La notion d’hétérogénéité des agents est assez large [72, 86, 13]
et caractérise un ou plusieurs des aspects suivants : la diversité d’origine c’est-à-dire
que les agents sont développés par des programmeurs SMA différents et qu’en début
d’exécution, ils ne se connaissent pas d’avance, la diversité d’architectures d’agents,
la diversité de langages de programmation utilisés pour développer les agents et la
diversité de compétences.
L’inexistence du problème d’hétérogénéité dans les premiers travaux SMA était
principalement liée au fait que les applications développées ne nécessitaient par d’in-
teractions entre agents issus de programmeurs différents. L’évolution de l’utilisation
des technologies SMA vers ce type des applications plus ouverte a entraîné le déve-
loppement de travaux sur des langages de communication [90] aﬁn que des agents
hétérogènes puissent interagir tout en se comprenant.
Ce premier pas vers l’ouverture a été suivi d’une volonté d’améliorer les re-
cherches d’agents ayant les compétences ou services qui correspondent le mieux aux
besoins d’un système ou d’un autre agent. Ainsi, se sont développés des travaux sur
les systèmes de courtage [36] et de pages jaunes [64].
La standardisation d’un langage de communication FIPA ACL [64] et d’une archi-
tecture de SMA avec un service de pages jaunes par la FIPA [64] a contribué à fournir
des bases pour l’ouverture. Ainsi des applications multi-agents peuvent désormais se
développer indépendamment de la programmation des agents.
La possibilité d’avoir un service de pages jaunes et un langage de communica-
tion commun au sein d’un SMA permet de pouvoir développer indépendamment des
agents et des applications. Ces derniers doivent alors se munir de mécanismes de re-
crutement d’agents dont ils ont besoin dans les pages jaunes et des mécanismes de
coordination de leurs activités comme par exemple dans Karma [113]. Cependant,
le manque de modélisation permettant d’appréhender la complexité de plus en plus
croissante des applications a entraîné la nécessité de méthodologies [141, 123] et de
modèles [102] qui favorisent d’avantage le développement de SMA ouverts. De plus,
l’hétérogénéité des agents introduit une nouvelle problématique : la malveillance des
agents qui jusqu’alors n’était pas considérée. En effet, contrairement aux agents bien-
veillants qui réalisent les actions / opérations / activités qui leur sont conﬁées dans une
application généralement sans dévier des attentes, les agents malveillants ont des com-
portements qui ne sont pas souvent ceux escomptés par le système [12, 58, 14, 85].
Les modèles organisationnels apportent donc aux SMA des outils de modélisation
plus précisément de structuration des agents, de représentation de leurs répartitions
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de tâches ainsi que des règles qui régissent leurs comportements et les régulations
qui en découlent [74]. La modélisation permet ainsi de réduire la complexité des pro-
blèmes traités ainsi que de faciliter les modiﬁcations et les adaptations des aspects
logiciels [74].
– La structuration est généralement déﬁnie dans les modèles organisationnels –
dont nous étudierons certains plus loin dans ce chapitre– avec des concepts tels
que équipe, groupe, scène et rôle. De façon générale, des agents jouent un ou
plusieurs rôle(s) dans un(e) ou plusieurs équipe(s), scène(s) ou groupe(s).
– La répartition des tâches découle d’une décomposition des objectifs de l’organi-
sation en sous-objectifs et tâches qui sont ensuite associés aux rôles. Ces tâches
et sous-objectifs seront réalisés par les agents auxquels auront été attribués les
rôles correspondants.
– Les règles de régulation sont déﬁnies par des normes qui établissent les per-
missions, obligations, interdictions des rôles et donc des agents au sein d’une
organisation.
Déﬁnition : organisation multi-agent
Malgré les nombreux travaux qui abordent les problématiques de modélisation
et de gestion d’organisations, il n’existe pas de déﬁnition commune de la notion
d’organisation. Parmi les déﬁnitions existantes dans la littérature, nous pouvons ci-
ter les suivantes :
– Une organisation est un schéma de décision et de communication appliqué à un
ensemble d’acteurs qui accomplissent un ensemble de tâches pour satisfaire des
buts tout en gardant un état cohérent du système [97].
– Une organisation est caractérisée par une décomposition de tâches, une dis-
tribution de rôles, un système d’autorité, un système de communication et un
système de récompense et de pénalisation [17].
– Une organisation est un système structuré avec des schémas d’activité, connais-
sance, culture, mémoire, histoire, et capacité qui sont distincts de ceux d’un
seul agent [67].
Apparemment différentes, les diverses déﬁnitions de la notion d’organisation pré-
sentent cependant des similitudes car, on retrouve généralement dans chaque déﬁni-
tion les caractéristiques de structuration, de répartition des tâches et de régulation avec
des formulations différentes.
Ainsi, dans le cadre de cette thèse, nous déﬁnissons une organisation multi-agent
de la façon suivante.
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Déﬁnition : une organisation mutli-agent est un ensemble d’agents qui inter-
agissent suivant une structure, des schémas de coopération et des normes prédéﬁnis
pour atteindre des objectifs précis.
Cette déﬁnition illustre le fait que dans nos travaux, nous nous intéressons es-
sentiellement aux approches de développement de modèles organisationnels dites
centrées organisations [20]. En effet, dans les SMA deux grandes communautés
abordent la problématique des organisations multi-agents. La communauté SASO 1
(Self-Adaptive ans Self-Organising systems) [109] dont les approches sont dites cen-
trées agents [20] car elles s’intéressent principalement au développement de compor-
tements locaux à chaque agent et d’interactions pair-à-pair adéquats dont le résultat
émergeant constitue une organisation [124, 16, 93, 108]. Le processus de construc-
tion de telles organisations est ascendant ou bottom-up. Dans la communauté COIN 2
(Coordination, Organizations, Institutions, and Norms in Multi-Agent Systems) les
approches de développement d’organisation sont de type descendantes car elles sont
centrées sur les organisations. En effet, les organisations sont préalablement spéciﬁées
ainsi que les mécanismes de coordination des comportements des agents. Concrète-
ment, contrairement aux approches utilisées dans la communauté SASO, où le fonc-
tionnement des organisations peut conduire à des phénomènes imprévisibles et a priori
non vérifiables formellement, les approches utilisées dans la communauté COIN visent
à assurer certains invariants comportementaux des agents [107, 108].
Après cette mise au point de la distinction des deux principales approches de dé-
veloppement d’organisations multi-agents, nous pouvons constater que notre déﬁni-
tion d’une organisation présentée ci-dessus introduit les deux aspects qu’abordent les
approches descendantes. D’une part, on a besoin de modéliser de façon explicite la
structure, les objectifs et leurs décomposition en tâches ainsi que leur répartition aux
agents. D’autre part, on a besoin de gérer les organisations concrètes tout au long de
leur cycle de vie, c’est-à-dire de leur création à la réalisation des objectifs en pas-
sant par les évolutions structurelles et fonctionnelles. La considération de ces deux
aspects a conduit à une distinction des deux composants d’un modèle organisation-
nel multi-agent appelés respectivement Organisation Modelling Language (OML) et
Organisation Management Infrastructure (OMI) [20].
Ainsi, de nombreux travaux proposent des modèles organisationnels qui offrent
soit l’un des deux composants, soit les deux avec des concepts et des approches variées
dont nous étudierons quelques uns dans la section 3.4. Aﬁn de permettre une meilleure
1. http ://www.saso-conference.org
2. http ://www.pcs.usp.br/ coin/
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compréhension de cette étude, nous présentons d’abord ci dessous les notions de OML
et OMI.
3.2 Langage de modélisation d’organisation
Un langage de modélisation d’organisation (OML) est un langage s’appuyant sur
un modèle organisationnel et permettant de représenter la structure d’une organisation,
les schémas de coopération des agents, et éventuellement les normes qui régissent les
répartitions rôles – tâches et les comportements escomptés des agents [20].
La représentation de chacun de ces éléments constitue une dimension d’une orga-
nisation [81, 42]. La notion de dimension a été introduite par le modèle Moise+ [81]
dont l’OML représente une organisation en trois dimensions : structurelle, fonction-
nelle et déontique permettant de décrire respectivement la structure, les schémas de
coopération et les normes d’une organisation. La notion de dimension a ensuite été
utilisée pour généraliser les décompositions proposées par des OML dans la littéra-
ture pour représenter des organisations. L. Coutinho et al dans [42] ont ainsi dénombré
cinq principales dimensions proposées par différents modèles 3 : structurelle, fonction-
nelle, contextuelle, dialogique et normative.
Dimension structurelle
Elle permet de décrire la décomposition d’une organisation en équipes [128, 112]
ou groupes [60, 81, 52, 47] ou scènes [56, 66] dans lesquels sont déﬁnis des rôles que
des agents pourront adopter.
Dimension fonctionnelle
La déﬁnition des objectifs d’une organisation ainsi que leur découpage en sous-
objectifs et tâches avec l’ordonnancement qui établit leurs dépendances et l’ordre de
réalisation des tâches est faite dans la dimension fonctionnelle [56, 81, 128, 52, 47].
Ainsi, c’est à travers cette dimension que les agents raisonnent sur leur potentiel de
coopération et de participation à la réalisation des objectifs d’une organisation.
Dimension contextuelle
Cette dimension permet de décrire les différentes situations dans lesquelles les
agents pourront se retrouver au cours de leur évolution dans l’organisation [128, 56,
3. Dans [43], un nombre supplémentaire de dimensions a été proposé. Dans ce document nous nous
restreignons à celles identiﬁées initialement dans [42].
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OML Structurelle Fonctionnelle Contextuelle Dialogique Normative
AGRS [118] ++ – – + –
BRAIN [25] + – – – –
EV [32] + ++ – – ++
Islander [56] + – ++ +++ ++
Moise+ [81] +++ +++ – – ++
MoiseInst [68] +++ +++ ++ – +++
OperA [52] ++ ++ + ++ +++
RIO [123] + + – +++ –
ROAD [39] + – – + –
Teamcore [112] ++ ++ – – –
THOMAS [6] ++ ++ – – ++
TABLE 3.1 – Quelques OML avec leurs dimensions. Les signes –, +, ++, +++ signi-
ﬁent respectivement que : la dimension n’existe pas dans l’OML ; La dimension existe
dans l’OML avec une faible expressivité ; La dimension existe dans l’OML avec une
expressivité moyenne ; La dimension existe dans l’OML avec une forte expressivité.
(EV = entreprise virtuelle). Tableau inspiré de [42]
68]. Elle est donc constituée de contextes qui servent à décrire ces différentes situa-
tions ainsi que les comportements des rôles que pourront avoir les agents qui les ont
adoptés [129, 68].
Dimension dialogique
Les communications entre les agents au sein d’une organisation peuvent être dé-
crites par un ensemble de protocoles et accompagnées d’une ontologie qui précise la
sémantique des messages échangés [56, 52, 47]. La description des protocoles et de
l’ontologie représentent la dimension dialogique d’un OML.
Dimension normative
Les comportements des agents sont contraints par des normes qui déﬁnissent leurs
droits ou permissions, leurs devoirs ou obligations et leurs interdictions au sein d’une
organisation. L’ensemble de ces normes forme la dimension normative [56, 52, 68].
Le tableau 3.1 présente une synthèse des dimensions proposées dans quelques
OML de la littérature. Chaque dimension peut avoir une expressivité plus ou moins
riche selon l’OML considéré.
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La description d’une organisation avec un OML constitue une spéciﬁcation
organisationnelle (OS 4) [81]. Malgré la divergence d’expressivité des OML, chacun
représente un langage de description d’organisation. Á partir des OS, des agents
hétérogènes peuvent raisonner sur des organisations et établir leurs stratégies de
participation à la réalisation des objectifs de celles-ci. Ainsi, les OML contribuent à
considérer les organisations comme un moyen d’ouverture des SMA.
Après avoir présenté ce qu’est un OML et en quoi il constitue un facteur pour
l’ouverture, nous présentons dans la section suivante, le deuxième élément d’un mo-
dèle organisationnel à savoir l’OMI qui est l’infrastructure de gestion des activités des
agents dans des organisations.
3.3 Infrastructure de gestion d’organisation
L’infrastructure de gestion d’organisation (OMI) est une plate-forme qui permet de
créer et de gérer des entités organisationnelles dont l’OS est décrite avec l’OML pour
laquelle elle a été implémentée [20]. Une entité organisationnelle (OE 5) est une ins-
tance d’organisation constituée d’une spéciﬁcation organisationnelle (OS), d’agents et
de tout ce qui contribue à la gestion de l’état de l’instance de l’organisation [20, 68].
Nous avons présenté dans la section 3.2 une OS comme étant la description de la struc-
ture et des objectifs d’une organisation, ainsi que des règles qui régissent l’évolution
de son état et qui contraignent l’autonomie des agents.
Aﬁn de permettre la réalisation des objectifs d’une organisation, les OMI gèrent
divers services organisationnels qui assurent le déroulement des coopérations entre
agents au sein de l’organisation. Ces services concernent l’attribution des rôles aux
agents que se soit dans des équipes comme dans Teamcore [112], dans des groupes
avec Madkit [73] et S-MOISE+ [83], et dans des scènes dans AMELI [57] ; La gestion
des interactions des agents avec l’organisation, des coordinations des activités des
agents et donc leurs interactions / communications avec d’autres agents et enﬁn la
régulation des agents qui inclut des récompenses et sanctions des comportements des
agents selon les normes déﬁnies dans l’organisation [89].
L’étude de quelques OMI [88, 21] a révélé que leur architecture de gestion des
services ci-dessus cités correspond généralement à l’architecture générale présentée
4. OS : Organisation Speciﬁcation
5. OE : Organisation Entity
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FIGURE 3.1 – Architecture générale des OMI [89]
par la ﬁgure 3.3. On y distingue une couche de proxies organisationnels qui s’inter-
calent entre les agents d’applications et les services organisationnels qui gèrent les
entités organisationnelles. Chaque OMI propose son propre type de proxy : Governor
pour AMELI [57], OrgBox pour S-Moise+ [83], TeamcoreProxy pour Teamcore [112]
AgentInRole pour Madkit [118]. Tous ces proxies ont le même objectif, celui de faci-
liter les interactions entre les agents d’applications généralement hétérogènes et des
organisations gérées par l’OMI. En effet, l’ensemble des primitives ou protocoles de
communication dont les agents ont besoin pour leurs interactions avec l’organisation
sont fournis par les proxies qui assurent donc les médiations entre les agents d’ap-
plications et les services organisationnels en transmettant les actions de l’agent aux
services organisationnels concernés par ces actions et en restituant à l’agent les ré-
ponses de l’organisation transmises par les services organisationnels [89].
Quant aux services organisationnels de coordination et de régulation –sanctions,
récompenses–, ils veillent au bon déroulement des coopérations entre les agents
d’applications et à la réalisation des objectifs des entités organisationnelles.
En résumé, avec les OML et les OMI les modèles organisationnels offrent des
moyens de développer des applications multi-agents beaucoup plus ouvertes que ce
ne fut le cas avec les premiers travaux en SMA. Cependant, la question qu’on est
en droit de se poser est celle de savoir si les OML et OMI répondent aux propriétés
d’ouverture que nous avons présentées dans le chapitre 2 à savoir l’interopérabilité, les
entrées / sorties et de contrôle au sein des organisations ? Si oui comment ? et sinon
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quelles sont leurs limites face à ces propriétés ? Nous essaierons de répondre à ces
questions dans les sections ci-dessous.
3.4 Démarche d’analyse de l’ouverture dans les orga-
nisations SMA
R. Scott [122] considère qu’une organisation est un système ouvert selon la déﬁ-
nition suivante : «Une organisation est une coalition de groupes d’échanges d’intérêts
qui réalisent des buts par négociation ; la structure de la coalition, ses activités et ses
résultats sont fortement sous l’inﬂuence des facteurs de l’environnement ».
L’inﬂuence de l’environnement sur une organisation évoquée dans cette déﬁnition
rejoint celle de notre analyse de l’ouverture des systèmes présentée dans le chapitre
précédent. Dans ce même chapitre, l’environnement d’un système a été défini comme
étant tout ce qui est à l’extérieur du système et n’est pas sous le contrôle du système.
De la même façon, l’environnement d’une organisation multi-agent comprend tous les
agents et ressources qui n’appartiennent pas à l’organisation et donc qui ne sont pas
sous le contrôle de celle-ci.
Ainsi, nous étudierons dans cette section comment les éléments spécifiques aux
organisations SMA notamment la structure, les objectifs, les schémas de coopération
et les normes (cf. déﬁnition organisation présenté section 3.1) décrits par un OML
et gérés par une OMI, sont influencés par les propriétés d’ouverture, et comment ces
éléments influencent l’environnement d’une organisation. Nous allons étudier ces in-
fluences relativement aux propriétés d’interopérabilité, d’entrée et de sortie des agents
ainsi que de contrôle au sein d’une organisation multi-agent.
Interopérabilité
L’interopérabilité d’un système (cf. section 2.2.1) caractérise ses interactions avec
des entités de son environnement c’est-à-dire, les échanges de données que le système
peut avoir avec ces entités et la capacité d’utilisation de ces données [1].
Dans le cas d’organisations multi-agents, les interactions entre des agents exté-
rieurs et une organisation concernent essentiellement des demandes d’OS, des de-
mandes de procédures d’entrée / sortie et des demandes d’informations relatives à
l’état de l’OE (membres de l’organisation, objectifs en cours de réalisation, manager,
etc.). En effet, les agents extérieurs à une organisation ont besoin de savoir comment
elle est structurée afin de savoir par exemple quel rôle ils peuvent adopter. Lorsqu’il
existe une décomposition structurelle en groupes, scènes ou équipes, l’OS permet éga-
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lement aux agents extérieurs de savoir à quelle entité structurelle (équipe, groupe, ...)
ils peuvent être associés au sein d’une organisation. D’autre part, avec l’OS les agents
identiﬁent les objectifs et services d’une organisation et peuvent ainsi mieux orienter
leurs choix de coopérations avant d’entrer dans une organisation [30].
Ainsi, l’étude de l’interopérabilité syntaxique de modèles organisationnels revient
à analyser si les modèles tiennent compte du besoin d’accessibilité plus ou moins total
à l’OS et l’OE d’une organisation par des agents extérieurs ainsi que l’accessibilité à
la procédure explicite d’entrée / sortie.
Les échanges entre une organisation et des agents de son environnement se
font à travers des interfaces d’échanges. Les modèles organisationnels doivent donc
permettre aux agents extérieurs de demander ou accéder à des données qui leur
permettront éventuellement d’entrer dans une organisation. Inversement, des orga-
nisations doivent avoir des outils qui gèrent ces échanges avec leur environnement.
L’interopérabilité structurelle de modèles organisationnels concerne donc principa-
lement les OMI. Ces derniers doivent disposer de composants ou mécanismes qui
représentent les interfaces d’échanges entre une organisation et son environnement.
Quant à la troisième caractéristique de l’interopérabilité à savoir la capacité d’utili-
sation des données échangées, elle est fonction d’une ontologie commune entre agents
et organisation de la sémantique des données. Son étude dans un modèle organisation-
nel consiste à déterminer si ce modèle utilise une ontologie standard ou s’il fournit les
protocoles d’échanges de données avec leur sémantique et le domaine d’interprétation
des données échangées afin de garantir une compréhension des échanges entre des
agents extérieurs et une organisation.
Entrées / sorties d’agents
Une organisation multi-agent est caractérisée par le fait qu’elle a des objectifs
qu’elle voudrait réaliser et qu’un seul agent ne peut réaliser. Ainsi, elle a donc tout
intérêt à admettre l’entrée d’agents qui pourront lui permettre d’atteindre ses objec-
tifs. De ce fait, l’entrée des agents dans une organisation n’est pas aussi simple que
dans une plateforme SMA comme nous l’avons présenté dans le chapitre précédent.
Concrètement, il ne suffira pas à des agents de s’enregistrer auprès d’un service de
pages jaunes d’un SMA pour être considérés comme membres d’une organisation. En
effet, une organisation étant structurée que ce soit uniquement avec des rôles ou avec
des groupes, équipes ou scènes dans lesquels sont définis des rôles, lorsqu’un agent
entre dans une organisation, il doit être intégré dans sa structure. En plus, les agents
Démarche d’analyse de l’ouverture dans les organisations SMA 43
qui entrent dans une organisation doivent participer à la réalisation des objectifs de
cette organisation.
Cependant des modèles organisationnels, permettent de décrire et gérer des or-
ganisations avec des natures d’objectifs différents. Par exemple, des organisations de
type e-commerce ont l’objectif de permettre que les transactions d’échanges de biens
entre agents se déroulent correctement [10]. Des organisations de type gestion d’une
conférence scientiﬁque où les objectifs sont de permettre aux auteurs de soumettre
des articles à la conférence et de permettre à cette dernière de gérer entre autre le
processus de sélection des articles [49], etc. Dans chaque type d’organisation on a
donc une procédure d’entrée et d’intégration différente en fonction des objectifs et
de la représentation structurelle –rôle uniquement ou entité structurelle et rôles– de
l’organisation.
En ce qui concerne la sortie, les procédures varient également d’un modèle à un
autre bien que les problèmes qui en résultent soient presque les mêmes dans les orga-
nisations. En effet, l’ouverture impose de permettre à des agents déjà membres d’une
organisation de pouvoir en sortir. Cependant, puisqu’un agent est intégré dans la struc-
ture d’une organisation et qu’il participe à la réalisation des objectifs de celle-ci, la
gestion d’une sortie nécessite de considérer les impacts que celà peut avoir sur la
structure et les objectifs de l’organisation aﬁn de remédier lorsque c’est nécessaire et
possible aux situations d’instabilité et de dysfonctionnement. A cet effet, nous étudie-
rons également quelques propositions qui sont faites par des modèles organisationnels
dans la section suivante.
Contrôle au sein d’une organisation
Le contrôle est parfois considéré comme la principale caractéristique des organisa-
tions en général et donc des organisations SMA. En effet, une organisation permet de
structurer un système et de préciser les responsabilités, droits et devoirs des membres
de ce système. Ainsi, les organisations multi-agents sont souvent assimilées à des sys-
tèmes normatifs dont les particularités sont d’établir des normes, de veiller à leurs
respect et à leur éventuelles évolutions. Par contre, tous les modèles organisationnels
multi-agents ne sont pas normatifs (cf. tableau 3.1). Les modèles qui n’ont pas la
dimension normative font ainsi une hypothèse forte sur la bienveillance des agents.
Cette hypothèse est d’autant plus forte que les agents sont autonomes. Ainsi on dis-
tingue avec ce type de modèle d’une part, une approche de contrôle qui contraint
quasi totalement l’autonomie des agents c’est-à-dire qu’aucune action imprévue dans
le système ne peut être réalisée par un agent. D’autre part, une approche de gestion
d’organisation sans aucun mécanisme de contrôle. Les organisations sont alors su-
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jettes aux bienveillances ou malveillances des agents ce qui constitue un grand risque
avec l’ouverture.
Les enjeux du contrôle pour les modèles organisationnels multi-agents sont donc
de pouvoir représenter ce qui est à contrôler notamment les actions, coopérations,
interactions des agents vis-à-vis d’une organisation ; d’établir des règles qui régissent
et permettent de gérer les contrôles et de mettre en oeuvre des techniques appropriées
aux besoins des organisations.
Après avoir présenté les particularités correspondant aux propriétés d’ouvertures
au sein des organisations multi-agents, nous allons maintenant étudier un peu plus en
détail les propriétés d’entrée / sortie et de contrôle à partir de modèles concrets avec
leur OML et OMI. Par souci de réduire la longueur du texte correspondant à l’analyse
de chaque modèle, nous avons choisi de ne pas présenter l’étude de l’interopérabi-
lité modèle par modèle. La synthèse de l’étude de cette propriété pour les différents
modèles est présentée dans la section 3.7 et le tableau 3.2.
Les modèles que nous présentons dans les sections 3.5 et 3.6 sont ceux dont les
approches de gestions des propriétés d’ouverture nous semblent pour certains origi-
nales, montrant ainsi la diversité des mécanismes de mise en oeuvre de ces propriétés
et, pour d’autres pertinentes par rapport à une réelle prise en compte des aspects de
l’ouverture.
3.5 Ouverture et organisations non normatives
L’intérêt de plus en plus croissant des applications pour des organisations multi-
agents a entraîné de nombreuses propositions de modèles organisationnels ces der-
nières années. Nous présentons dans cette section quelques modèles non normatifs et
dans la section 3.6, nous étudierons des modèles normatifs. En effet, nous remarque-
rons que la présence ou pas de la dimension normative dans un modèle inﬂuence aussi
bien les procédures d’entrée / sortie que celles de contrôle.
3.5.1 RIO
L’OML Rôle Interaction Organisation (RIO) [98, 123] propose une approche de
spéciﬁcation de protocoles d’interactions entre agents dans des organisations ouvertes.
Un protocole d’interaction est globalement décrit par desmicro-rôles intervenant dans
le protocole et pour chaque micro-rôle les compétences –ensemble de messages en-
trant et sortant– associées. Les micro-rôles sont regroupés en sous ensembles de rôles
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composites. Ces derniers sont à leur tour agrégés pour constituer des agents abstraits
qui sont ensuite affectés à des organisations. La notion d’agent abstrait utilisée dans se
modèle ressemble à celle de rôle utilisée dans d’autres modèles. Il n’y a pas de struc-
turation d’organisations en équipes ou groupes ou autres. En résumé, une organisation
décrite avec le modèle RIO gère des interactions entre agents.
L’infrastructure de gestion d’organisation (OMI) du modèle s’appelle G qui est
une extension de la plateforme MAGIQUE [123].
La procédure de gestion des entrées est très simple. Avec l’OMI G, les agents sont
créés et enregistrés directement dans la plateforme à partir d’un prototype d’agent élé-
mentaire « vide» . Ils s’enrichissent ensuite en acquérant dynamiquement de nouvelles
compétences fournies par la plateforme. Une compétence est implémentée comme un
service avec les technologies OSGI. Une compétence étant un ensemble de messages
entrants et sortants que peut traiter un micro-rôle, les compétences sont acquises selon
les types d’agents abstraits –puisqu’un agent abstrait est composé de rôles-composites,
qui sont eux-mêmes composés de micro-rôles. Cependant, les compétences ne pré-
cisent pas d’exigences pour l’entrée dans une organisation. La procédure d’entrée a
une gestion centralisée car tous les agents sont crées par l’unique PlateformAgent de
l’OMI. Seul le nom de l’agent est fourni en input à la primitive de création et enre-
gistrement d’un nouvel agent. A l’issue d’un processus d’entrée, l’agent est considéré
comme un membre de l’organisation (OrgMember).
Quant à la procédure de sortie, les auteurs du modèle n’en font aucune mention.
Par contre, ils proposent qu’un agent doit pouvoir quitter temporairement le système et
retrouver sa place ultérieurement. L’idée est alors de conserver les messages entrants
de l’agent aﬁn qu’il puisse les traiter lorsqu’il reviendra.
Concernant le contrôle des comportements des agents, l’OML RIO ne permet pas
de spéciﬁer de normes. Et pourtant, on pourrait imaginer qu’en raison de leur autono-
mie, certains agents peuvent ne pas toujours se comporter selon la spéciﬁcation des
compétences de l’agent abstrait qu’il représente. En effet, un agent peut décider de
ne pas répondre à un message entrant ou d’y répondre avec un message non prédéﬁni
dans l’une de ses compétences. Dans ces cas le modèle semble déléguer le contrôle
aux agents puisqu’il ne prévoit pas de moyen de contrôle géré par le PlateformAgent.
Discussion
Le principal intérêt du modèle RIO est que des agents hétérogènes peuvent entrer
facilement dans une organisation, s’y intégrer en acquérant dynamiquement des com-
pétences. Cependant, cette approche semble supposer que tous les agents qui entrent
dans une organisation sont bienveillants puisque le modèle n’a pas de mécanisme de
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contrôle.
3.5.2 ROAD
Après avoir vu un premier modèle avec une gestion des entrées des agents très
simple intéressons nous à celle proposée par ROAD [39, 38].
Les organisations spéciﬁées avec l’OML ROAD sont constituées d’un ensemble
de rôles. Les buts de chaque rôle sont explicitement décrits. Pour certains rôles les
procédures de réalisation de ses buts sont également décrites. Le choix de fournir ou
non à un rôle des procédures de réalisation de ses buts est lié au degré d’autonomie
qu’une organisation veut accorder aux agents à qui seront attribués ce rôle. En effet,
la particularité du modèle ROAD est qu’un degré d’autonomie des agents peut être
associé à un rôle. Ainsi, pour certains rôles, les agents n’auront aucune autonomie, ils
devront alors réaliser les buts de ce type de rôles selon les procédures déﬁnies –parfois
implémentés– par l’organisation. Pour d’autres rôles l’organisation laissera aux agents
l’autonomie de réaliser les buts de ces rôles selon les procédures de leurs choix.
La procédure d’entrée dans une organisation spéciﬁée avec ROAD est basée sur
l’adoption d’un rôle. Pour cela, tout agent qui effectue une demande d’entrée doit four-
nir les exigences du rôle sollicité. Une exigence est déﬁnie par les auteurs du modèle
comme étant les connaissances et capacités de l’agent à pouvoir réaliser les buts d’un
rôle en fonction de l’autonomie associée à ce rôle. Par contre, les auteurs ne précisent
par comment doivent être représentées des exigences ni quelles sont les procédures
de vériﬁcation correspondantes. A l’issue de la procédure d’entrée, l’agent devient
un OrgMember s’il est admis dans l’organisation car, pareil qu’avec RIO, il n’y a
pas de possibilité explicite de structuration d’organisations en groupes avec ROAD.
Un contrat est établi pour l’agent dans lequel sont enregistrés les parties signataires
du contrat (les identiﬁants respectifs de l’agent et de l’organisation), les protocoles
d’interactions entre l’agent et l’organisation ainsi que les clauses relatives aux enga-
gements de chacun des signataires du contrat [38].
Aucune mention n’est faite par les auteurs sur la gestion des sorties. Par contre, ils
ont à peu près la même approche de gestion de vacance d’un rôle que celle du modèle
RIO. La différence avec l’approche de ce dernier est que contrairement à RIO dans
ROAD, les messages sont associés aux rôles et donc en cas de vacance d’un rôle (parce
que l’agent qui le jouait l’a quitté temporairement ou déﬁnitivement), les messages à
destination du rôle sont sauvegardés et seront traités lorsque le rôle sera à nouveau
attribué.
Pour le contrôle des agents au sein d’une organisation, l’approche est basée sur le
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degré d’autonomie accordé aux agents. Par exemple, avec les rôles pour lesquels au-
cune autonomie n’est accordée aux agents qui les adoptent, le contrôle se fait implici-
tement de façon ad-hoc car ces agents ne pourront pas réaliser d’actions non autorisées
à leurs rôles. En effet, pour tout rôle dont l’organisation décide de n’accorder aucune
autonomie aux agents qui le joueront, un composant implémentant les procédures de
réalisation des buts du rôle est fourni aux agents qui se contenteront de les exécuter
sans possibilité de les modifier. Dans le cas des rôles où une autonomie partielle ou to-
tale est accordée aux agents, l’approche de contrôle est basée sur les clauses de contrat
et par des agents dédiés appelés supervisor.
Discussion
L’originalité de ROAD est l’intégration de l’autonomie dans la procédure d’en-
trée dans une organisation. Cet aspect nous semble être un élément supplémentaire
à l’ouverture car un agent peut choisir d’entrer ou pas dans une organisation suivant
l’autonomie qu’il souhaite avoir pour la réalisation des buts des rôles qu’il adoptera au
sein de l’organisation. La gestion des vacances de rôles est également un point positif
car elle contribue à la robustesse des organisations ouvertes.
3.5.3 BRAIN
Le modèle Behavioural Roles for Agent INteractions (BRAIN) [25] propose une
spécification et gestion des interactions entre agents à travers le concept de rôle. Pour
chaque rôle est défini un ensemble de capacités et de comportements que devront avoir
les agents qui joueront le rôle. Les notions de (a) capacité et de (b) comportement sont
respectivement définies dans ce modèle comme (a) un ensemble d’actions que peut
faire un agent pour réaliser ses objectifs ; (b) un ensemble d’événements que l’agent
qui joue le rôle est supposé pouvoir gérer afin de se comporter en accord avec la
spécification du rôle.
Il existe deux OMI pour ce modèle RoleSystem [26] et RoleX [24]. Pour les deux,
l’approche de gestion des entrées est basée sur l’adoption d’un rôle. La spécification
des capacités et des comportements des rôles ne constitue pas des exigences à remplir
par les agents puisque, les capacités et comportements des rôles sont implémentés
et fournis aux agents. Les différences entre les deux implémentations RoleSystem et
RoleX se situent au niveau de la procédure de gestion des entrées / sorties.
Dans la première implémentation RoleSystem [26], le composant chargé de cette
gestion est appelé ServerAgent. La procédure se résume à la création d’un certificat
correspondant au rôle sollicité par l’agent appelé RoleRegistration. Ce certificat est en
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fait une implémentation des actions et événements du rôle. L’agent s’en servira donc
pour réaliser toute action relative au rôle et pour percevoir les événements issus de ses
interactions. Ainsi, les outputs de la procédure d’entrée sont : le statut de l’agent qui
devient OrgMember et son certiﬁcat.
La gestion de la sortie est aussi simple que celle de l’entrée. En effet, lorsqu’un
agent n’a plus besoin d’un rôle, il le signale au ServerAgent qui annule la validité du
certiﬁcat correspondant à ce rôle.
Dans la deuxième implémentation RoleX [24] (Role eXtension for agents), la ges-
tion des procédures d’entrée / sortie est faite par le composant RoleLoader. La procé-
dure d’entrée est atypique puisqu’une opération de fusion des codes binaires de l’agent
et du rôle est réalisée. A l’issue de celle-ci, l’agent peut donc faire appel aux actions
et services du rôle comme si l’implémentation du rôle était la sienne.
Quant à la gestion des sorties, elle n’est pas évoquée. Seule la procédure d’abandon
d’un rôle est sommairement décrite. En effet, un agent informe le RoleLoader de son
intention d’abandonner un rôle. Le RoleLoader effectue alors l’opération inverse de
fusion pour séparer le code de l’agent de celui du rôle qu’il veut abandonner.
Dans chacune des implémentations la gestion des entrées / sorties est centralisée
par le ServerAgent pour RoleSystem [26] et par le RoleLoader pour RoleX [24]. Ce-
pendant, leur OML Brain ne prévoit pas de spéciﬁcation de norme pour le contrôle
des agents. Les approches d’implémentation des OMI conﬁrment ce choix d’absence
de contrôle puisque les agents n’ont pratiquement pas d’autonomie avec dans RoleX
la fusion des codes d’agent et de rôle et dans RoleSystem l’utilisation par l’agent d’un
certiﬁcat qui implémente les fonctionnalités d’un rôle.
Discussion
Le modèle de spéciﬁcation d’organisation proposé par BRAIN a un souci de des-
cription de façon explicite les capacités et comportements des rôles. Ce souci permet
de faciliter aux agents hétérogènes les choix des rôles qu’ils voudraient adopter en
entrant dans une organisation. Mais, comme dans le modèle RIO, les fonctionnalités
des rôles sont implémentées et fournies aux agents. S’il est vrai que cela facilite l’in-
tégration des agents après leur entrée dans une organisation, cette approche a pour
inconvénient de limiter presque totalement l’autonomie des agents. Car ces derniers
ne peuvent pas utiliser leur propre implémentation des capacités et fonctionnalités des
rôles qu’ils adoptent. En conséquence, des mécanismes de contrôle ne sont pas prévus
par le modèle.
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3.5.4 AGRS
L’OML AGRS (Agent Groupe Rôle Service) [118] est une extension du modèle
AGR [60]. Contrairement aux modèles présentés précédemment, AGR et AGRS per-
mettent de spéciﬁer une organisation avec une dimension structurelle constituée de
groupes et pour chacun d’eux l’ensemble de leurs rôles. Chaque rôle représente une
(ou un ensemble de) fonction(s) de son groupe. Dans AGRS, pour chaque rôle on dé-
ﬁnit ses services. Un service est la description des fonctionnalités que doit proposer
l’agent qui se déclare pouvoir offrir le service ou que cherche l’agent qui souhaite
l’obtenir [118].
Dans le modèle AGR, la gestion des entrées est basée sur l’adoption d’un rôle. Six
cas de procédure d’admission dans une organisation sont distingués dans ce modèle.
1. L’admission ou le refus automatique dont la procédure d’admission est géné-
ralement basée sur des conditions facilement calculables ou vériﬁables. Par
exemple l’admission d’agents pour le rôle spectateur d’un match dont la princi-
pale raison de refus d’admission est le nombre maximum de billets déjà vendus,
soit la cardinalité maximale du rôle spectateur.
2. L’admission contrainte par l’état courant du groupe. Ici l’état du groupe peut
être comme dans le cas précédent le nombre de membres, ou les similarités entre
les agents candidats et les agents déjà membres du groupe.
3. L’admission conditionnée par les compétences, l’idée ici est d’associer un en-
semble de compétences nécessaires à un rôle. Tout agent qui veut jouer ce rôle
devra donc avoir ces compétences.
4. L’admission contrainte par l’architecture, l’architecture ici fait référence à celle
des agents. Ainsi un agent qui veut entrer dans l’organisation doit avoir une
structure interne correspondant à celle exigée dans l’organisation.
5. L’admission soumise à un dialogue préliminaire, la démarche d’entrée ici est
basée sur une négociation entre un agent qui veut entrer dans l’organisation et
un agent gestionnaire des entrées.
6. L’admission soumise à une position sociale préalable le principe est de per-
mettre à un agent d’adopter un rôle que s’il est déjà titulaire d’un autre rôle
dans l’organisation.
La distinction de ces six cas montre une diversité des motifs d’admission dans une
organisation et donc des mécanismes pouvant être mis en oeuvre pour leur gestion.
Le choix d’une procédure dépend de l’application considérée. Il est possible d’avoir
plusieurs cas dans une même application suivant ses types de groupes et de rôles.
Ouverture et organisations non normatives 50
Cependant, les auteurs de ce modèle ne fournissent pas de spéciﬁcation permettant
de représenter et de gérer les exigences, les inputs, les outputs des procédures
correspondantes à chacun de ces cas d’admission. La gestion des sorties d’une
organisation n’est pas évoquée dans ce modèle.
Dans le modèle AGRS, la gestion des entrées est basée sur les concepts de groupe
et de rôle. En effet, un agent peut entrer dans un groupe soit en adoptant un rôle
du groupe, soit lorsqu’elles existent, en remplissant les conditions d’entrées dans le
groupe. Ainsi, il est possible de déﬁnir des conditions d’entrée dans un groupe notées
Cds, et des conditions de jouer le rôle notées Cdj. Par contre, les auteurs du modèle
ne donnent pas de précisions sur la représentation des conditions Cds et Cdj, ni sur les
procédures de vérification de ces conditions. Des services étant associés à des rôles, un
agent qui sollicite jouer un rôle doit fournir ses capacités à pouvoir offrir les services
du rôle.
Dans le cas d’entrées dans des groupes basées essentiellement sur des Cds, l’ana-
lyse d’une demande d’entrée consiste à vérifier que l’agent qui effectue la demande
remplit les conditions Cds. Lorsqu’il s’agit d’entrer par un rôle, l’analyse des de-
mandes vérifie que la cardinalité maximale du rôle n’est pas atteinte ainsi que les Cdj
du rôle concerné par la demande sont satisfaites. Les entités responsables de la gestion
des entrées sont le composant knowledges pumps pour le groupe secondé éventuelle-
ment par un agent manager. Pour chaque rôle, un RoleManager gère les adoptions de
ce rôle. Lorsque la procédure d’entrée dans un groupe se passe bien, l’agent devient
membre du groupe (groupMember) et lorsqu’il adopte un rôle un proxy appelé Agen-
tInRole est crée et lui est affecté. L’agent effectuera alors toute action relative au rôle
à travers son proxy. Un agent a autant d’AgentInRole que de rôle distinct qu’il joue
dans une organisation.
Le modèle AGRS comme son modèle parent AGR n’a pas de dimension norma-
tive. Ainsi, le contrôle des comportements des agents semble être géré de façon ad-
hoc.
Discussion
L’extension proposée par AGRS pour le modèle AGR a pour avantage de permettre
une spécification explicite des types de services d’un rôle notamment ses services
offerts, fournis et transférables. Mais le modèle ne propose pas de moyen de spécifi-
cation explicite des conditions Cdj, et des Cdu. De plus, le fait qu’un agent ait autant
de proxy AgentInRole que de rôle qu’il joue dans une organisation nous semble être un
inconvénient majeur pour l’ouverture lorsqu’on suppose qu’on considère la propriété
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de robustesse. En effet, dans une organisation de grande taille, c’est-à-dire avec un
grand nombre de rôles et d’agents, le nombre d’AgentInRole géré par l’OMI pourrait
être exponentiel ce qui pourrait entraîner une surcharge des traitements et une rupture
de fonctionnement de l’organisation.
3.5.5 TeamCore
L’OML Teamcore [112] est basé sur le principe de travail en équipe. Une organi-
sation décrite avec ce modèle a une dimension structurelle constituée d’équipes et de
rôles. Pour chaque équipe l’ensemble de ses rôles est organisé de façon hiérarchique.
Les objectifs d’une organisation sont repartis en arbres hiérarchiques de tâches ap-
pelés plans. Les agents participent à la réalisation des tâches d’une organisation en
jouant des rôles dans des équipes.
La procédure d’entrée avec ce modèle est basée sur l’attribution d’un rôle dans
une équipe. L’approche de gestion est différente de celle utilisée dans la majorité des
modèles où la démarche d’entrée est faite par les agents qui veulent entrer dans une
organisation. Avec Teamcore, c’est l’organisation qui prend l’initiative de rechercher
dans les pages jaunes du SMA les agents dont les expertises ou compétences corres-
pondent aux besoins de ses rôles. Par contre, les auteurs du modèle ne précisent pas
comment doivent être représentées les expertises ou compétences nécessaires pour
chaque rôle, ni comment la procédure d’analyse des compétences des agents par rap-
port à ceux des rôles est fait. L’entité de l’OMI chargée du recrutement des agents est
le composant Karma.
Les agents ayant été admis sont des OrgMembers de l’organisation et des Team-
Member dans leurs équipes respectives. Un Teamcore proxy est attribué à chaque agent
pour la médiation de ses actions dans l’organisation. La gestion de la procédure de sor-
tie n’est pas évoquée dans ce modèle.
Quant au contrôle, le modèle ne prévoit pas de spéciﬁcation de normes. Cepen-
dant, l’OMI veille à la bonne réalisation des tâches attribuées à chaque agent à travers
un rôle. En effet, lorsqu’un agent abandonne une tâche, les composants de l’OMI
cherchent un agent remplaçant et lui attribue la tâche.
Discussion
Comme pour les autres modèles présentés précédemment, le modèle Teamcore a
une volonté d’expliciter les tâches associées à un rôle. Cependant les exigences cor-
respondant à l’attribution d’un rôle ne sont pas exprimées de façon explicite. Pourtant
cela permettrait probablement d’avoir une double possibilité de gestion des entrées
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au sein d’une organisation et de ce fait une plus grande ouverture des organisations.
Car en plus d’avoir la démarche d’aller chercher les agents qui ont les compétences
dont elle a besoin, la procédure d’entrée pourrait également se faire à l’initiative des
agents qui dans ce cas proposeraient leurs compétences à l’organisation en fonction
de la spéciﬁcation des exigences des rôles. Le manque de norme est également une
limite quand à la spéciﬁcation explicite des règles de contrôle.
3.6 Ouverture organisations normatives
Les modèles normatifs offrent la possibilité de spécifier de façon explicite des
normes qui contraignent les comportements des agents au sein d’une organisation.
Selon lesmodèles, les normes caractérisent également plus ou moins les approches de
gestion des entrées / sorties et de contrôles.
3.6.1 THOMAS
Le modèle THOMAS [7], propose une approche de développement de SMA ou-
verts basée sur les propriétés et technologies orientées services. Une organisation spé-
ciﬁée avec cet OML a une décomposition structurelle en unités organisationnelles
(OU). Chaque OU est composée d’un ensemble de rôles auxquels sont associés des
services par des normes. Les services sont des entités logicielles offrant des fonction-
nalités décrites et implémentées avec des technologies orientées services. Les agents
entrent dans une organisation en adoptant un rôle aﬁn d’offrir les services correspon-
dants à ces rôles. La correspondance entre rôles et services est déﬁnie par des normes.
La gestion des entrées est faite dans l’OMI par le composant OMS (Organisa-
tion management services) qui gère de façon centralisée toutes les entrées dont la
procédure est basée sur l’adoption d’un rôle. Un agent qui voudrait entrer dans une
organisation fournit en input uniquement son identiﬁant et celui du rôle qu’il sollicite.
Après attribution du rôle à l’agent, un contrat est établi entre l’organisation et l’agent
pour le rôle adopté. Cependant, les auteurs ne précisent pas comment est représenté
un contrat ni les données qui y sont enregistrées. L’agent devient membre de l’unité
organisationnelle (UnitMember) dans laquelle il a adopté le rôle et OrgMember de
l’organisation.
Quant à la procédure de sortie, elle n’est pas explicitement déﬁnie, seul la pro-
cédure d’abandon d’un rôle est décrite. Ainsi, lorsqu’un agent veut quitter un rôle,
l’OMS vériﬁe qu’aucune norme interdisant l’abandon du rôle n’est active. Si cette
condition est vériﬁée, le rôle est supprimé de la liste des rôles de l’agent.
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Le contrôle est basé sur la spécification des normes faites dans une organisation.
Une norme est définie comme suit :
〈norm〉 ::= 〈deontic〉〈entity〉〈action〉 [〈temporal〉] [IF 〈if_condition〉]
〈ext_norme〉 ::= [SANCTION (〈norm〉)] [SANCTION (〈norm〉)]
Les valeurs possible de 〈deontic〉 sont : obligged, forbidden, permitted. L’entité
(〈entity〉) à laquelle la norme s’applique qui peut être soit un rôle, soit une OU. Les
données [〈temporal〉] et [IF 〈if_condition〉] sont optionnelles et permettent de défi-
nir respectivement une condition temporelle et contextuelle d’activation d’une norme.
Une norme est éventuellement accompagnée des spécifications des normes qui dé-
crivent la sanction et la récompense qui lui sont associées. Les normes sont enregis-




AdressedRole est le rôle des agents qui fourniront le service. Content est la spé-
cification du service à fournir. IssuerRole est le rôle d’un agent chargé de vérifier
la réalisation ou pas du service. DefenderRole est une donnée optionnelle qui pré-
cise le rôle de l’agent chargé de sanctionner en cas de non réalisation du service,
PromoterRole est également une donnée optionnelle qui précise le rôle de l’agent
chargé de récompenser en cas de réalisation du service.
Cette spécification montre une approche qui offre la possibilité de distribuer le
contrôle au sein d’une organisation avec la possibilité d’exprimer de façon expli-
cite des rôles distincts pour les agents qui constatent le respect et le non respect des
normes, ainsi que ceux qui sanctionnent et ceux qui récompensent.
Discussion
Ce modèle normatif, propose un OML qui permet d’une part de structurer une orga-
nisation en rôles et ensemble de rôles appelé unité organisationnelle (OU), et d’autre
part de définir des services ainsi que des normes qui associent rôles et services. Cepen-
dant, il n’existe pas de moyen de représenter les exigences permettant aux agents de
prouver qu’il ont la capacité d’offrir les services d’un rôle qu’ils voudraient adopter.
Ce choix est lié au fait que les services sont implémentés et mis à la disposition des
agents comme des compétences dans la modèle RIO ou les services fournis du mo-
dèle AGRS. Ainsi, cette approche a le même avantage que celui que nous avons déjà
évoqué dans les modèles ayant à peu près la même approche à savoir qu’elle facilite
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l’intégration des agents après leur entrée dans une organisation. Elle a également le
même inconvénient c’est-à-dire qu’elle ne favorise pas l’autonomie des agents puisque
ceux-ci ne peuvent pas offrir ou utiliser leurs propre services mais uniquement ceux
fournis pas l’OMI. Cependant la dimension normative du modèle THOMAS permet
d’avoir un contrôle moins rigoureux des comportements des agents, avec la possibilité
de sanctionner ou récompenser.
3.6.2 ISLANDER
Le modèle Islander [56] permet de décrire et représenter des interactions dans des
institutions électroniques. Une institution électronique (EI) est une organisation d’ac-
teurs autonomes au sein de laquelle leur comportement est inﬂuencé par des normes
supervisées par un système d’Arbitrage [68]. Le modèle d’EI proposé dans Islan-
der a une décomposition structurelle en scènes déﬁnies par le performative structure.
Chaque scène comprend des rôles que peuvent adopter des agents. Le modèle propose
de pouvoir déﬁnir des conditions d’accès / adoption d’un rôle (WAr) et des conditions
d’abandon de rôle (WEr) mais aucune spéciﬁcation explicite n’est fournie pour la re-
présentation et la gestion de ces conditions. Les scènes sont reliées entre elles avec
des conditions de transitions. Les normes d’une EI déﬁnissent pour chaque rôle les
obligations d’élocutions à utiliser dans une scène. L’ensemble des élocution valides
dans une EI est déﬁni dans un dialogic framework.
Les entrées / sorties dans l’EI sont gérées par l’institution manager (IM) et dans
une scène par un scène manager (SM) et un transition manager (TM). Un proxy ap-
pelé Governor est attribué à chaque agent à son entrée dans une EI et l’agent devient
un institution member (InstMember). Un Governor gère toutes les interactions et ac-
tions de son agent dans une EI, que ce soit des demandes d’entrée dans une scène ou
les envois de message de coopération entre agents. La procédure d’entrée dans une
scène est basée sur l’adoption d’un rôle. Puisqu’une spéciﬁcation organisationnelle
d’EI avec l’OML Islander est un workﬂow d’interactions au sein d’une scène et de
transition entre scènes, l’entrée dans une EI est matérialisée par une entrée dans la
scène initiale de l’EI dans laquelle il n’y a pas de rôles. C’est de cette scène initiale
que les agents pourront accéder aux autres scènes de l’EI en ayant rempli à chaque
fois les conditions de transition d’une scène à une autre. Les conditions de transition
sont vériﬁées par le transition manger (TM) associé à la transition. Le SM quant à lui
vériﬁe que la cardinalité maximale du rôle sollicité n’est pas atteinte. Lorsqu’un agent
entre dans une scène, il est membre de celle-ci (ScMember).
En ce qui concerne la procédure de sortie, lorsqu’un agent veut quitter une scène
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il informe son Governor qui vériﬁe si aucune norme n’interdit la sortie de l’agent de
la scène. Si c’est le cas, le Governor communique avec un Transition Manager (TM)
pour la gestion de la sortie de scène. Par contre lorsqu’un agent veut sortir d’une EI,
c’est l’IM qui gère la sortie à cet effet, il vériﬁe que l’agent n’est plus ScMember
d’aucune scène.
Les normes qui régissent le contrôle dans Islander sont déﬁnies de la façon sui-
vante : Obl(r, ψ, s), signiﬁent que le rôle r est obligé de réaliser l’action ψ, dans la
scène s. Cette spéciﬁcation a la particularité de permettre de préciser le contexte –la
scène– dans lequel la norme est en vigueur. D’autre part, l’approche de contrôle des
comportements des agents relativement aux normes d’une EI est totalement préven-
tive. C’est-à-dire qu’un agent est obligé de respecter les normes qui lui sont associées.
Discussion
L’approche de l’OML Islander ressemble à celle de RIO. Avec RIO, on spéciﬁe
des protocoles d’interactions entre micro-roles tandis qu’avec Islander, on spéciﬁe
des élocutions entre rôles mais les élocutions sont contextualisées dans des scènes.
La gestion des entrées n’est pas explicitement déﬁnie mais l’intégration des agents
hétérogènes est prise en compte avec les proxies «Governor ». Cependant les gestions
du contrôle et des sorties au sein d’une EI est assez rigide.
3.6.3 OPERA
Le modèle OPERA [51] permet de spéciﬁer des organisations structurées en
groupes et en scènes. La notion de groupe désigne simplement un ensemble de rôles.
Une scène est déﬁnie avec un ensemble de rôles, les états que devront atteindre les
agents qui joueront ses rôles, les schémas d’interactions qui doivent permettre d’at-
teindre ces différents états et les normes qui régissent les comportements des agents
dans la scène. Pour chaque rôle sont déﬁnis l’ensemble de ses objectifs ou buts, les
plans ou sous-objectifs du rôle ainsi que les droits et les normes du rôle. Un rôle
a également un type dont les valeurs possibles sont externe ou institutionnel. Un rôle
externe peut être adopté par des agents qui ne sont pas déjà membres de l’organisation,
tandis qu’un rôle institutionnel ne peut être adopté que par les agents déjà membres
de l’organisation. L’OML Opera a également une dimension dialogique qui permet la
spéciﬁcation de l’ontologie et des actes de communication d’une organisation.
La procédure d’entrée dans une organisation est basée comme dans le modèle pré-
cédent sur l’adoption d’un rôle. Tout agent, qui voudrait adopter un rôle doit satisfaire
les exigences de celui-ci en fournissant ses buts et ses plans qui seront comparés à
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ceux du rôle qu’il veut adopter. En cas de compatibilité entre les buts et les plans d’un
agent avec ceux du rôle sollicité, un contrat social entre l’organisation et l’agent est
établi. Un contrat social est noté SC = (a, r, CC) et comprend les identifiants respec-
tifs de l’agent et du rôle, ainsi que les clauses du contrat. Ces dernières sont établies
à partir des normes qui correspondent au rôle (r) adopté par l’agent. La spéciﬁcation
d’une norme a l’une des formes suivantes : ϕ ::= Orϕ|Prϕ|Frϕ où Orϕ, Prϕ, Frϕ
désignent respectivement l’obligation, la permission et l’interdiction pour le rôle r de
réaliser ϕ. Les auteurs précisent que des clauses de rupture de contrat peuvent égale-
ment être spéciﬁées dans un SC. Mais ils ne disent pas comment les représenter.
La gestion des sorties dans ce modèle dépend donc des clauses de rupture ou ﬁn
de contrat déﬁnies dans le contrat social de chaque agent.
Le contrôle du comportement des agents au sein d’une organisation est basé sur la
vériﬁcation des engagements enregistrés dans le contrat de chaque agent. En effet, les
clauses d’un contrat constituent un ensemble d’engagements entre un agent vis-à-vis
d’une organisation et vice versa. Elles sont établies à partir des normes des rôles d’un
agent, éventuellement celles des groupes auxquels appartiennent ces rôles et celles de
scènes dans lesquelles l’agent jouera ces rôles.
Discussion
OPERA a de nombreux points communs avec Islander notamment avec la possibi-
lité de spéciﬁer une ontologie et des actes de communication au sein d’une organisa-
tion, ainsi que la structuration d’une organisation en scènes. Cependant contrairement
à Islander, la spéciﬁcation des normes avec Opera ne permet pas d’expliciter unique-
ment des obligations, mais aussi des permissions et des interdictions. En plus, il est
possible de déﬁnir des normes pour un groupe ou à une scène qui s’appliquent alors à
tous les rôles du groupe ou de la scène.
Lors de l’instanciation des normes relatives à un rôle dans un contrat, l’agent de ce
contrat peut négocier les termes ce qui représente un élément positif pour les entrées
/ sorties et le contrôle pour des organisations ouvertes. L’inconvénient de ce modèle
est son approche de gestion des entrées des agents. Le fait qu’elle soit basée sur une
comparaison entre les buts et plans d’un agent et ceux du rôle qu’il voudrait adopter
nous semble enfreindre la privacité de l’architecture des agents. Car ces derniers sont
obligés de dévoiler leurs plans et leurs buts avant de pouvoir entrer dans une organisa-
tion. D’autre part, il n’existe pas encore d’OMI pour Opera. Il n’est donc pas possible
d’étudier la mise en oeuvre des propositions de cet OML et de la confronter à celle
d’autres modèles.
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3.6.4 Entreprises Virtuelles
Plusieurs approches de modélisation et de gestion d’organisations de type entre-
prise virtuelle existent dans la littérature [27, 50, 79] avec plus ou moins de ressem-
blances. Dans cette section, nous présentons celle proposée par Oliveira et al. [32] dont
l’OML est d’une bonne expressivité pour la spéciﬁcation et la gestion des procédures
d’entrée / sortie et de contrôle d’organisations ouvertes.
Une entreprise virtuelle est une organisation formée à partir d’un consortium d’en-
treprises. Chaque entreprise membre du consortium a la responsabilité de réaliser
un ou plusieurs buts ou services d’une organisation. Concrètement, une organisation
ayant un but global, le décompose en sous-buts à réaliser et en fait des appels d’offres
qu’il publie aﬁn que des entreprises ayant les compétences ou capacités appropriées
puissent postuler à leurs réalisations.
La procédure de gestion des entrées dans ce type d’organisation est donc basée sur
le but à réaliser. A cet effet et contrairement à de nombreux modèles organisationnels,
des exigences précises sont spéciﬁées par l’organisation pour chaque but. Parmi ces
exigences, on a le délai de réalisation du but, des propriétés / attributs qui devront
caractériser le but à la ﬁn de sa réalisation. Ainsi, une entreprise qui sollicite entrer
dans ce type d’organisation doit s’engager à satisfaire les exigences du but qu’elle veut
réaliser. Ces exigences impliquent une procédure d’analyse des demandes d’entrée qui
a les inputs suivants :
– L’appel d’offre correspondant au but sollicité avec ses exigences et qui est re-
présenté comme suit : announcement(MAg,GId,D) avec MAg l’identiﬁant
de l’agent responsable de la gestion de la procédure d’entrée ; GId l’identiﬁant
du but à réaliser ; D le délai exigé pour la réalisation du but.
– Une proposition de réponse à l’offre : proposal(OAg, PId,GId, T, LAt) avec
OAg l’identiﬁant de l’agent représentant l’entreprise qui propose l’offre ; PId
l’identiﬁant de la proposition ; GId l’identiﬁant du but à réaliser ; T la durée
proposée pour la réalisation du but ; LAt la liste des attributs exigés dans l’appel
d’offre et les valeurs possibles pour chaque attribut, valeurs proposées par
l’entreprise.
L’analyse des offres est gérée dans l’OMI par l’agent appelé MarketAgent. Elle
consiste en l’étude des adéquations entre les exigences de l’organisation et les don-
nées proposées par les entreprises dans leurs offres. A l’issue de l’analyse des offres,
si aucune offre ne satisfait totalement l’organisation, celle-ci peut négocier certaines
exigences de l’appel d’offre avec les entreprises postulantes. L’objectif étant de trou-
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ver des compromis entre des valeurs d’attributs exigées par l’organisation et celles
proposées par des offres. À l’issue de l’analyse des offres, un contrat est établi entre
l’entreprise retenue et l’organisation selon la représentation suivante :
V EContract =< H,CoopEff,BP >
– H(Header) = 〈Id,NormSys, Partics, Ress,Date, Signs〉 : l’entête du con-
trat dans laquelle on a l’identiﬁant du contrat, le système normatif considéré,
les identiﬁants des parties signataires, l’ensemble des ressources ou services à
fournir par les parties, la date et les signatures de chaque partie. Le système
normatif ici représente le référentiel des normes en vigueur dans l’organisation.
Par exemple : les législations Française, Portugaise, Européenne, ... sont des
exemple de système normatif pouvant être utilisé dans certaines application.
– CoopEff(Cooperationeffort) = {< partici, Resk,W load >} : est un
ensemble de triplets. Chaque triplet représente un service Resk que
doit réaliser la partie partici selon la charge de travail Wload =<
MinQt,MaxQt, Freq, UnitPr >.
– BP (Businessprocess) =< {ReqPermm, ObliChainn} > : est l’ordonnan-
cement des services Ress déﬁnis dans l’entête (H). Par exemple, si dans un
contrat on a : Ress = {S1, S2} avec S1 le service que doit fournir l’entreprise
et S2 la rémunération correspondante à S1, on peut avoir un ordonnancement
S1 doit être réalisé avant S2. C’est dansBP qu’on spéciﬁe cet ordonnancement.
L’approche de gestion des entrées proposée dans ce modèle est mieux élaborée
que ceux des modèles présentés précédemment. Mais, la gestion des sorties n’est pas
abordée par les auteurs.
Quant au contrôle, il est basé sur les clauses de contrat comme dans le modèle
Opera. Un engagement de type obligation est représenté comme suit : Oblb,c(f, d)
avec b l’agent qui doit satisfaire l’obligation, c l’agent bénéﬁciaire de l’obligation, f
l’objet de l’engagement et d le délai de réalisation de l’engagement. Aﬁn d’avoir une
gestion assez ﬂexible du contrôle, l’approche considère qu’à expiration du délai d de
réalisation d’un engagement, celui-ci n’est pas automatiquement en état de violation
de délai noté V iolb,c tant que l’agent bénéﬁciaire c ne dénonce pas un état de vio-
lation noté Denc,b(f, d). L’engagement reste dans un état appelé deadline violation
et noté DV iolb,c jusqu’à ce qu’il soit satisfait par b, ou que son bénéﬁciaire dénonce
la non satisfaction. On a alors les transitions d’états suivants représentés en logique
déontique :
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Oblb,c(f, d) ∧ (f B d) |= Fulfb,c(f, d)
Oblb,c(f, d) ∧ (d B f) |= DV iolb,c(f, d)
DV iolb,c(f, d) ∧ (f B Denc,b(f, d)) |= Fulfb,c(f, d)
DV iolb,c(f, d) ∧ (Denc,b(f, d) B f) |= V iolb,c(f, d)
La notation (x B y) se lit x s’est produit avant y, B correspond à Before.
Exemples :
– (f B d) se lit : f est satisfait avant d.
– (Denc,b(f, d) B f) se lit la dénonciation par c envers b sur son engagement à
satisfaire f avant d est faite avant que f soit satisfait.
La procédure de décision dans cette approche de contrôle concerne d’une part l’état
noté S d’un engagement, d’autre part la satisfaction de l’objet f . Les auteurs notent
va(f) et va(S) l’évaluation qu’un agent a donne à l’état d’un engagement (S) ou
à satisfaction de f . Cette évaluation peut être faite aussi bien par l’agent b qui s’est
engagé que par l’agent c, le bénéﬁciaire de l’engagement. Cette évaluation leur permet
de décider des actions à entreprendre. Exemples :
– vb(f) < vb(Ob,c(f, d)) : signiﬁe que le coût de réalisation de f est plus élevé
que la valeur de f . Une telle évaluation peut entraîner la décision par b de ne
pas satisfaire f .
– vc(V iolb,c(f, d)) ≥ 0 : signiﬁe que la violation d’engagement par b à satisfaire
f a un coût supérieur à zéro. Ce qui peut entraîner c à demander un dédomma-
gement à b.
L’approche de contrôle offre d’autres mécanismes très intéressants tel que la dis-
tinction de deux types de délai de réalisation, l’un qui est ﬁxe et l’autre qui est compris
dans un intervalle. Nous ne pouvons présenter en détail toutes les spéciﬁcités de cette
approche dans ce mémoire. Le lecteur peut ce référer aux articles [33, 31, 34] pour en
savoir plus.
Discussion
L’approche de modélisation et de gestion d’entreprises virtuelles proposée par Oli-
viera et al. est centrée sur les objectifs d’une organisation. Ainsi, l’OML ne permet pas
de structurer des organisations en rôle et autre entité structurelle tels que les groupes,
ou les scènes, etc. Cependant, la procédure d’entrée dans une organisation est décrite
de façon explicite avec l’avantage de pouvoir exprimer des exigences pour chaque
but pour lequel un agent s’engage lorsqu’il entre dans une organisation. La procédure
d’entrée offre également aux agents l’avantage de pouvoir négocier les termes de leurs
engagements ce qui est intéressant pour l’ouverture. L’approche de contrôle est elle
aussi explicitement présentée et est très intéressante par sa ﬂexibilité notamment avec
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la spéciﬁcation de la notion de violation d’engagement. Quant à la gestion des sorties,
elle est basée comme dans le modèle OPERA sur les clauses établies dans le contrat
de chaque agent.
3.6.5 MOISE+ et MoiseInst
Le modèle Moise+ [83] et son extension MoiseInst [68] sont des modèles de spé-
ciﬁcation d’organisation dont la décomposition structurelle est faite en rôles et en
groupes. Un groupe est constitué d’un ensemble de rôles. Les objectifs d’une organi-
sation sont décomposés en buts et missions. Une mission est constitué d’un ensemble
de buts à réaliser. Les missions sont associées aux rôles par des normes. Ainsi un
agent qui entre dans une organisation décrite avec ces modèles y jouera un ou plu-
sieurs rôle(s) et devra réaliser les missions associées à ceux-ci.
La procédure d’entrée dans une organisation pour ces modèles est basée sur
l’adoption de rôle. Par ailleurs, malgré le fait que des missions soient associées à
des rôles, aucune exigence n’est spécifiée pour l’adoption d’un rôle. L’analyse d’une
demande d’entrée est gérée selon le modèle par un OrgManager pour Moise+, un
InstManager et un StructManager pour MoiseInst. Elle consiste essentiellement à
la vérification de la cardinalité maximale du rôle sollicité pour l’entrée. Comme
outputs, dans les deux modèles, l’agent reçoit un proxy appelé OrgBox dans Moise+
et OrgWrapper dans MoiseInst. Il devient également GroupMember du groupe auquel
appartient le rôle qu’il a adopté et implicitement un OrgMember.
La sortie d’un agent d’une organisation nécessite un désengagement de celui-ci à
toutes les missions de tous les rôles qu’il a adopté dans l’organisation et un abandon
explicite de chacun de ces rôle(s). Dans ces modèles, l’abandon d’un rôle par un agent
ou la sortie d’un agent d’une OE peut nécessiter une réorganisation qui est gérée de
façon réflexive par une spécification de procédure de réorganisation avec l’OML [82].
La gestion du contrôle dans les deux modèles est basée sur leur spécification de
norme. Dans Moise+, une norme est représentée comme suit : r α m avec r un rôle,m
une mission et α une relation déontique pouvant être une obligation, une permission
ou une interdiction. Le contrôle dans ce modèle est ad-hoc et rigide car un agent ne
peut enfreindre une norme définie dans une organisation.
Dans le modèle MoiseInst l’intégration d’une dimension contextuelle a contribué
à enrichir la spécification d’une norme qui est représentée de la façon suivante :
n = ρ→ op(cont, issuer, bearer,m, sanc, w, tc).
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– ρ : est la condition d’activation de la norme.
– op : est l’opérateur déontique dont les valeurs peuvent être obl,per,for.
– cont : est le contexte dans lequel s’applique la norme.
– issuer et bearer : sont des entités structurelles (rôle, groupe) représentant res-
pectivement l’émetteur de la norme et le porteur de la norme.
– m : est la mission sur laquelle porte la norme.
– sanc : est une sanction applicable en cas de violation de la norme.
– w est la pondération de la norme utile en cas de conﬂit entre normes.
– tc est la durée de validité de la norme après qu’elle soit active.
Cette spéciﬁcation apporte une modération à la gestion du contrôle au sein des
organisations. En effet, les paramètres sanc et w expriment explicitement les consé-
quences correspondantes respectivement au respect ou non d’une norme par un agent.
Les sanctions sont appliquées au sein de l’organisation par un NormManager. Enfin,
précisons que le modèle MoiseInst offre également la possibilité de spécifier de façon
explicite les règles de contrôle ou supervision d’une organisation. Pour cela elle utilise
de façon réflexive l’OML. Plus précisément, les missions et buts correspondants à cha-
cun des rôles InstManager, StructManager, FunctManager et NormManager peuvent
être définis dans une spécification fonctionnelle de supervision. Chacun de ces rôles
étant préalablement défini dans une spécification structurelle. Les contextes d’appli-
cation des règles de contrôle peuvent être définis dans la spécification contextuelle et
les normes qui associent rôle, mission, contexte, ... dans une spécification normative.
Discussion
Les différentes versions de ce modèle, offrent des bases intéressantes de spéci-
fication et gestion d’organisations ouvertes. En effet, la décomposition très expli-
cite d’une organisation en dimensions introduite par l’OML Moise+ et approfondies
par MoiseInst, favorise la modularisation de la gestion des fonctionnalités telles que
l’échange de données avec l’environnement, les entrées / sorties et le contrôle.
Par ailleurs, contrairement au modèle Opera et celui des entreprises virtuelles,
aucune des versions de Moise ne permet pas de spécifier les compétences nécessaires
à l’entrée dans une organisation. Ainsi tout agent peut prétendre à la candidature d’un
rôle même s’il n’a pas les capacités ou compétences requises.
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3.7 Synthèse
Nous avons présenté dans ce chapitre l’intérêt des organisations pour les SMA
relativement à l’ouverture (cf. section 3.1). Nous avons ainsi pu mettre en avant leurs
deux principales caractéristiques à savoir :
– La modularisation qui permet de décomposer structurellement et fonctionnelle-
ment des applications et en conséquence de mieux appréhender leur complexité.
– La régulation qui permet de spéciﬁer des normes qui contraignent l’autonomie
des agents en décrivant les comportements qu’ils devront avoir au sein d’une
organisation.
Nous avons ensuite présenté les outils que les modèles organisationnels utilisent
d’une part pour la représentation de la modularité et des règles de régulation et d’autre
part pour la gestion proprement dite des instances d’organisations. Ainsi, les modèles
organisationnels multi-agents utilisent un langage de modélisation d’organisations
(OML) pour représenter une organisation en différentes dimensions : structurelle, dia-
logique, fonctionnelle, contextuelle, normative. Tous les modèles existant n’offrent
pas toutes les dimensions suscitées. Cependant quel que soit le nombre de dimensions
considérées par l’OML d’un modèle, la description d’une organisation avec cet OML
constitue ce qu’on appelle une spéciﬁcation organisationnelle (OS). Cette dernière
joue un rôle très important pour l’ouverture notamment pour la propriété d’interopé-
rabilité.
Les organisations spéciﬁées avec un OML sont gérées par une plate-forme appelée
infrastructure de gestion d’organisation (OMI) qui implémente les mécanismes de
gestion relatives à cet OML. Une OMI permet de gérer les différents services relatifs
au fonctionnement d’instances organisations appelées entités organisationnelles (OE).
Les services gérés par une OMI sont :
– Les échanges avec les agents extérieurs qui concernent principalement la ges-
tion de procédures d’entrée d’agents.
– Les activités des agents après leur entrée au sein d’une organisation. La gestion
des activités comprend la coordination (gestion des coopérations), la régulation
des comportements et la gestion des sorties.
Nous avons enﬁn étudié quelques modèles organisationnels relativement à leur
mise en oeuvre concrète des propriétés d’ouverture.
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Synthèse interopérabilité des modèles organisationnels
Les échanges de données entre une organisation et des agents extérieurs à
celle-ci sont l’OS et la ou les procédure(s) d’entrée / sortie dans l’organisation.
Dans la section 3.2, nous avons présenté la notion d’OML qui est le langage que
les modèles organisationnels fournissent pour déﬁnir des OS avec plus ou moins
d’expressivité (cf. tableau 3.1). Ainsi, chaque modèle organisationnel a un OML
avec une description plus ou moins formelle. Des agents peuvent donc accéder
à tout ou partie des OS d’organisations déﬁnies avec ces OML. Cependant, nous
pouvons constater à travers le tableau 3.1 qu’il n’existe pas de dimension spéci-
ﬁque à la spéciﬁcation de procédure d’entrée / sortie dans des organisations. En
effet, ces procédures sont généralement décrites de façon textuelle et pas très explicite.
En ce qui concerne les interfaces d’interactions d’une organisation qui permettent
les échanges de données à disposition d’agents extérieurs à l’environnement de l’or-
ganisation, elles varient d’un modèle organisationnel à un autre. De façon générale,
les données échangées sont transmises par des messages. En effet, les organisations
sont représentées et gérées dans une OMI par un ou plusieurs agent(s) manager
–InstitutionManager, SceneManager [57], OrgManager [83], StructManager, Func-
tionnalManager [68], etc– qui traitent les demandes et actions des agents. Ainsi, les
interactions entre une organisation et un agent sont de type communication entre
agents. En conséquence, l’utilisation de la spéciﬁcation FIPA ACL par certaines
OMI permet d’avoir une interopérabilité syntaxique des messages échangés. D’autre
part, nous avons vu dans la section 3.3 que les OMI des modèles organisationnels
offrent généralement des proxies qui assurent la médiation des interactions entre
agents et organisation. Ainsi, les interfaces d’échanges entre les organisations et leur
environnement sont les primitives organisationnelles et actes de langages que gèrent
les proxies des OMI.
En ce qui concerne l’interopérabilité sémantique, s’il est vrai que presque tous
les modèles organisationnels utilisent le standard XML pour représenter les OS,
l’interprétation sémantique de ces derniers n’est pas garantie. En effet, il n’existe pas
d’ontologie SMA qui déﬁnit les concepts en particulier les concepts organisationnels
tels que rôle, groupe, scène, tâche, but, mission, norme, ... Ainsi chacun de ces
concepts peut avoir une sémantique différente d’un OML à un autre ce qui ne
favorise pas une interprétation sémantique unique des données échangées au cours
des interactions entre organisation et agents. L’interopérabilité sémantique reste
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donc une problématique ouverte [41] pour des organisations multi-agents ainsi
que pour la communauté SMA en générale car, la spéciﬁcation et l’adoption de
standards ontologiques relèvent plus des objectifs d’une communauté que de celles
de recherches individuelles.
En résumé, en considérant les trois aspects d’interopérabilité : structurelle, syn-
taxique et sémantique [40, 63], nous pouvons dire que l’interopérabilité syntaxique
est celle qui est la plus mise en oeuvre dans les modèles organisationnels de la litté-
rature. Car, ils utilisent généralement le standard XML pour décrire leur OML. Beau-
coup de modèles ne fournissent pas de spéciﬁcation organisationnelle explicite ainsi
que des interfaces d’interactions bien décrites qui facilitent les échanges entre une
organisation et des agents extérieurs. Ces modèles négligent ainsi l’interopérabilité
structurelle. Quant à l’interopérabilité sémantique elle reste une problématique ou-
verte.
Synthèse entrée / sortie des modèles organisationnels
L’étude des modèles que nous avons présentés dans les sections 3.5 et 3.6
nous a permis de constater une récurrence de l’utilisation de la notion de rôle comme
moyen d’entrée dans une organisation(cf. 3.2). En effet, parmi les modèles étudiés,
seuls deux modèles RIO [123] et les entreprises virtuelles [32] utilisent des concepts
différents à savoir agent abstrait pour RIO et but pour les entreprises virtuelles. En
outre, la notion d’agent abstrait peut être considérée comme un synonyme de celle de
rôle. On peut donc dire que de façon distincte, on a deux concepts différents : rôle et
but. D’autre part, dans le modèle AGRS [118], le concept de groupe est également
proposé comme moyen d’entrée dans une organisation. Mais une fois entré, l’agent
doit jouer un rôle pour pouvoir offrir où utiliser un service au sein de l’organisation.
Dans le modèle Islander [56], l’entrée dans une institution électronique (EI) se fait en
adoptant également un rôle dans la scène initiale de l’EI.
Enﬁn, que le concept représentant le moyen d’entrée soit le rôle ou le but, il
représente soit une position des agents dans l’organisation et donc implicitement des
responsabilités –tâches / services / missions à réaliser–, soit plus directement avec le
concept de but, des objectifs à atteindre et donc nécessite une intégration de l’agent
dans l’entité organisationnelle.
Concernant justement l’intégration des agents admis dans une OE, nous avons re-
marqué que l’approche la plus utilisée consiste à fournir un proxy à chaque agent. On
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dénombre une grande variété de concepts représentant les proxies. En effet chaque
modèle utilise un concept différent : compétence, AgentInRole, TeamcoreProxy, Go-
vernor, OrgBox, etc. (cf. Tab 3.2). Par contre, certains modèles ont des approches assez
originales de gestion de l’intégration des agents (cf. Tab 3.2). C’est le cas par exemple
de BRAIN qui propose une fusion du code de chaque agent avec celui du rôle qu’il
adopte au sein d’une organisation. C’est également le cas de l’approche proposée par
Oliveira et al. avec l’utilisation de contrat dans lequel sont enregistrés les engagements
d’un agent vis-à-vis de l’organisation dans laquelle il entre ainsi que les engagements
de l’organisation vis-à-vis de l’agent. Cette proposition est très intéressante dans la
mesure où elle permet aux agents de négocier les engagements de leur contrat, aussi
bien les leurs que ceux de l’organisation avec laquelle ils signent un contrat. De plus
cette approche implique une gestion différente des contrôles qui sont alors basés sur
les engagements d’un contrat et pas uniquement sur la spéciﬁcation des normes.
Suivant le modèle considéré, des exigences peuvent être spéciﬁées de façon plus
ou moins explicite pour le concept du point d’entrée. En effet, nous avons remarqué
que très peu de modèles, permettent de spéciﬁer des exigences pour les demandes
d’entrées. Seuls les modèles ROAD [39], OPERA [52], Islander [56] AGRS [118] et
EV [32] prennent en compte la notion d’exigences dans leurs processus de gestion
des entrées. Concrètement seuls les modèles OPERA et EV proposent une description
et représentation explicite des exigences. Les modèles ROAD, Islander et AGRS en
parlent mais sans préciser comment elles sont représentées.
Parmi les modèles étudiés, très peu proposent une approche de gestion des sorties
encore moins avec une spéciﬁcation explicite. En effet, les modèles évoquent plus
souvent l’approche de gestion de l’abandon d’un rôle qui consiste en l’abandon du
proxy associée : certiﬁcat, compétence, AgentInRole, ... Nous avons cependant noté
deux approches intéressantes celle de la gestion de la vacance d’un rôle proposée
par les modèles RIO et ROAD, ainsi que celle basée sur la vériﬁcation de conditions
relatives à la sortie préalablement enregistré dans le contrat de l’agent proposée par
THOMAS [6], OPERA, et EV.
En outre, presque tous les modèles ont un seul point d’entrée et donc une approche
de gestion centralisée.
Synthèse contrôle dans les modèles organisationnels
Deux principales approches de gestion des contrôles ressortent de notre étude des
modèles présentés dans les sections 3.5 et 3.6.
L’approche des modèles non normatifs qui est rigoureuse. En effet, des normes ne
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pouvant être spéciﬁées avec ces modèles, le contrôle est implémenté de façon ad-hoc.
Dans des organisations définies avec ce tye de modèle, les agents n’ont donc pas la
possibilité d’avoir des comportements différents à la spécification organisationnelle.
Avec les modèles normatifs, les comportements des agents sont régis par des normes.
Nous avons remarqué que pour certains modèles de ce type, l’approche de contrôle
est la même que pour les modèles non normatifs. C’est le cas des modèles Islan-
der, Moise+, AGRS, En effet, les normes permettent dans ces modèles de définir des
comportements quasiment obligatoires d’agents. Pour garantir le respect des normes,
les règles de contrôle sont implémentés de façon à ce que les agents ne puissent pas
les enfreindre. Cette approche de contrôle des normes est relativement la même que
celle de l’approche de contrôle d’accès basé sur les rôles (RBAC) présentée dans la
section 2.3. En effet, avec l’approche RBAC, des permissions sont attribuées à des
utilisateurs d’un système. Les mécanismes de contrôle sont implémentés de façon à
ne pas permettre aux utilisateurs de réaliser des actions qui ne sont pas autorisées par
les permissions associées à leur rôle.
La deuxième approche de contrôle identifiée dans notre étude des modèles est
celle qui est un peu flexible proposée par le modèle EV. Elle comprend une phase de
constat de la violation d’une norme et une phase intermédiaire de décision. Dans cette
dernière, soit l’agent qui est en violation de norme peut faire changer l’état de celle-ci
en réalisant l’engagement concerné, soit l’agent contrôleur de la norme peut faire une
dénonciation effective de violation de norme ce qui pourrait entraîner une sanction.
Grille de lecture du tableau 3.2
Le tableau 3.2 résume cette synthèse en présentant pour chaque modèle organisa-
tionnel étudié, les niveaux de prise en compte et quelques outils de mise en oeuvre des
propriétés d’interopérabilité, d’entrée/sortie et de contrôle.
Pour la propriété d’interopérabilité, les signes +, ++ et +++ catégorisant l’aspect
syntaxique de cette propriété pour chaque modèle doivent être interprétés de la façon
suivante :
1. + : le modèle offre une spécification organisationnelle (OS) avec description des
procédures d’entrée / sortie non formelle, essentiellement textuelle.
2. ++ : le modèle offre une OS avec description des procédures d’entrée / sortie
formelle de moindre expressivité
3. +++ : le modèle offre une OS avec description des procédures d’entrée / sortie
formelle de bonne expressivité.
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La catégorisation des aspects structurel et sémantique de l’interopérabilité dans notre
tableau récapitulatif se fait essentiellement avec les signes + et - qui doivent être in-
terprété de la façon suivante :
1. Mise en oeuvre de l’interopérabilité structurelle : (+) si le modèle offre des
interfaces d’échanges de données entre l’organisation et les agents de son envi-
ronnement ; (-) sinon.
2. Mise en oeuvre de l’interopérabilité structurelle : (+) si le modèle offre une
pseudo-ontologie pour les communications entre agents ; (-) sinon.
Les colonnes correspondantes au récapitulatif de la mise en oeuvre de la propriété
de gestion des entrées / sorties présentent respectivement :
1. Le moyen déﬁni par le modèle pour permettre aux agents d’entrée dans une
entité organisationnelle (OE).
2. Le moyen d’intégration d’un agent admis dans une OE.
3. L’existence d’une procédure de sortie d’une OE. Le signe (+) exprime l’exis-
tence d’une procédure simple de gestion des sorties –parfois assimilée à l’aban-
don d’un rôle– décrite de façon textuelle ou speudo-formelle par les clauses de
contrat. (++) exprime l’existence d’une description textuelle de procédure ori-
ginale de gestion de vacance ou d’abandon d’un rôle, sans description explicite
de procédure de gestion de sortie.
4. Le type de gestion des entrées / sorties : simple ou originale.
Enﬁn, le résumé de l’étude de la propriété de contrôle présenté dans le tableau
concerne respectivement :
1. L’existence ou pas d’un processus explicite de contrôle dans un modèle. Le
signe (–) exprime le fait que le processus n’est pas décrit ; (+) exprime une des-
cription essentiellement textuelle du processus ; (++) exprime une description
formalisée du processus et (+++) exprime une description formalisée et et un
processus originale.
2. Le type d’approche de gestion du contrôle par un modèle : avec le signe (–)
pour les approches non identiﬁées et dans le cas contraire, les types Rigide et






































s RIO [123] ++ + +
Agent
abstrait
Compétence + Simple – –
ROAD [39] + + + Rôle Contrat + Originale ++ –
BRAIN [25] + + – Rôle
Certiﬁcat
fusion codes
+ Simple – –
AGRS [118] ++ + –
Rôle
Groupe
AgentInRole + Simple – –
Teamcore [112] ++ + – Rôle
Teamcore
proxy










THOMAS [6] ++ + – Rôle Services ++ Simple + Rigide
Islander [56] ++ + + Rôle Governor + Simple + Rigide
OperA [52] ++ – + Rôle
Contrat
social
++ Originale + –
EV [32] +++ + + But Contrat ++ Originale +++ Flexible
Moise [81] ++ + – Rôle OrgBox + Simple + Rigide
MoiseInst [68] ++ + – Rôle OrgWrapper ++ Simple ++ Rigide
TABLE 3.2 – Récapitulatif de la prise en compte des propriétés d’entrée sortie par quelques modèles organisationnels
Chapitre 4
Synthèse première partie
Notre problématique dans cette thèse est d’étudier et proposer des outils qui
favorisent la gestion de l’ouverture dans des organisations multi-agents. Cette pro-
blématique s’impose de plus en plus dans le développement de systèmes modernes
dont les besoins d’interactions avec d’autres systèmes ayant des fonctionnalités
complémentaires sont de plus en plus croissants.
Pour ce faire, nous avons dans cette première partie du mémoire analysé l’état
de l’art de la problématique d’ouverture dans le cadre très général des systèmes
informatiques ainsi que dans le cadre des systèmes multi-agents.
L’étude de l’ouverture dans les systèmes informatiques nous a permis d’identiﬁer
trois propriétés caractéristiques de systèmes ouverts :
1. L’interopérabilité : qui concerne les échanges de données entre un système et
son environnement. L’objectif pour un système ouvert grâce à cette propriété est
d’être capable de recevoir et utiliser les inputs fournis par les autres systèmes
de son environnement et pour ces derniers d’être capables de recevoir et utiliser
les outputs que leur fournit le système avec lequel ils interagissent.
2. Les entrées / sorties d’entités : qui concernent l’extension et la restriction de la
frontière d’un système. La frontière d’un système détermine l’appartenance ou
pas d’une entité –ressources matériels, logiciels ou humains– au système. Des
entités appartenant à un système se distinguent de celles qui ne lui appartiennent
pas par le fait que les premières sont intégrées dans l’architecture structurelle
et fonctionnelle du système et sont sous son contrôle, ce qui n’est pas le cas
des secondes. L’appartenance d’une entité à un système passe par un processus
d’entrée et d’intégration. La propriété de sortie résulte de la possibilité d’une
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part pour les entités d’un système à le quitter, d’autre part pour un système à se
séparer de certaines de ces entités.
3. Le contrôle : est une propriété qui résulte de la sensibilité des données manipu-
lées par les systèmes informatiques lors de leurs échanges avec les entités de
l’environnement ou de leur traitement au sein du système.
La mise en oeuvre des deux premières propriétés est généralement basée sur
des standards déﬁnis par des organismes de normalisation. Ces derniers spéciﬁent
pour différentes fonctionnalités les types d’entités intervenant dans les interactions
et échanges de données, les types et formats de données échangées, les interfaces
d’échanges et d’interactions qui contribuent à la gestion de ces propriétés dans un
système. La propriété de contrôle quant à elle est abordée dans les problématiques
de sécurité. Cependant, l’ambition d’avoir des standards pour toutes les applications
informatiques et pour chacune d’elle pour toutes leurs fonctionnalités n’est pas
réalisable. Raison pour laquelle nous avons vu qu’à défaut de pouvoir utiliser des
standards, des concepteurs de systèmes ouverts doivent offrir aux entités d’envi-
ronnement une description des fonctionnalités de leurs systèmes, des interfaces
d’interactions et des données échangeables.
Aﬁn d’approfondir l’étude de la mise en oeuvre de l’ouverture dans des systèmes
informatiques, nous avons étudié l’approche RBAC (role based access control) [61,
120] de gestion de l’ouverture basée sur le contrôle d’accès à un système. De cette
étude, nous avons pu noter que les entités de l’environnement avec lesquelles un
système a des échanges de données sont des utilisateurs humains. Les interfaces
d’échanges de données dépendent des systèmes dans lesquels est développée une spé-
ciﬁcation RBAC. La gestion des entrées / sorties est basée sur l’attribution de rôles
aux utilisateurs et l’abandon de rôles par des utilisateurs. L’intégration d’un nouvel
utilisateur dans un système dépend donc de son rôle. Le contrôle est basé sur les per-
missions associées aux primitives sous-jacentes à la gestion des entrées / sorties et du
contrôle sont spéciﬁées par la norme INCITS 359-2004 [62]. rôles d’un système.
Nous avons vu que l’approche RBAC offre l’avantage de structurer des utilisa-
teurs d’un système avec le concept de rôle. Ce dernier permet également une gestion
agrégée des droits d’accès puisque les droits d’accès ne sont pas gérés individuelle-
ment pour chaque utilisateur, mais pour tous les utilisateurs ayant un même rôle. Les
concepts de rôle et de permission utilisés dans RBAC constituent des éléments de
ressemblance de cette approche avec les organisations en particulier les organisations
multi-agents que nous avons étudiées dans le chapitre 2. La spécialisation du prin-
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cipe de base dans le modèle Or-Bac [3] illustre d’avantage cette ressemblance avec
la contextualisation des droits d’accès qui est comparable à la dimension contextuelle
des modèles organisationnels multi-agents.
Comme limites de l’approche RBAC pour la gestion de l’ouverture, nous avons
déjà mentionné dans le chapitre 2 le fait qu’il n’est pas possible de spéciﬁer des
exigences relatives aux attentes d’un système vis-à-vis des utilisateurs pour le
processus d’attribution de rôle. Par ailleurs, la rigidité du contrôle dans les modèles
RBAC liée au fait qu’un utilisateur ne peut pas enfreindre les permissions du (ou
des) rôle(s) qui lui est (ou sont) attribué(s) peut ne pas être appropriée pour certaines
applications.
Après avoir étudié l’ouverture dans les systèmes informatiques et l’approche de
mise en oeuvre proposée par RBAC, nous nous sommes intéressés à la façon dont l’ou-
verture est intégrée dans les travaux du domaine des systèmes multi-agents. Les SMA
se distinguent des systèmes informatiques classiques par le fait qu’ils sont constitués
d’entités autonomes réactives ou cognitives appelées agents [138, 9]. Nous avons
pu constater que les principales caractéristiques des SMA à savoir l’hétérogénéité,
l’autonomie des agents ainsi que leurs coopérations impliquent une mise en oeuvre
particulière des propriétés d’ouverture dans ces systèmes.
– L’hétérogénéité des agents est liée au fait que dans un SMA, les agents peuvent
être de langages d’implémentations différents (Jade [15], Jason [22], Jadex [4],
etc.), d’architectures de raisonnements différents (BDI [114], réactif [36], etc.).
– L’autonomie des agents est la propriété qui distingue un agent d’un programme
informatique classique dans la mesure ou un agent a la capacité de décider de
ses actions à réaliser ou non sans l’intervention d’un tiers (humain ou autre
programme). Tandis qu’un programme informatique classique réalise une action
suite à l’exécution par une entité extérieure (humain ou autre programme) d’une
instruction appropriée.
– La coopération entre les agents d’un SMA est liée au fait qu’en général,
aucun agent ne dispose de toutes les capacités nécessaires à la résolution d’un
problème complexe.
En tenant compte des caractéristiques des SMA ci-dessus citées, la mise en oeuvre
des propriétés d’ouverture a impliquée d’une part, la spéciﬁcation d’un standard de
langage de communication entre agents (FIPA ACL [64]) pour faciliter les échanges
et interactions entre agents hétérogènes. D’autre part, la spéciﬁcation d’une architec-
ture standard de SMA avec un service de pages jaunes [64] a également été déﬁnie
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aﬁn de faciliter la gestion des entrées / sorties d’agents dans un SMA pour des coopé-
rations. La propriété de contrôle quant à elle est abordée par diverses approches dont
les principales sont basées sur la spéciﬁcation de normes (obligations, permissions et
interdictions) aﬁn de contraindre l’autonomie des agents au sein d’un SMA.
L’ensemble de ces moyens : langage de communication FIPA-ACL, service de
pages jaunes, approches de contrôles visent à caractériser un SMA ouvert comme
étant un SMA dans lequel des agents hétérogènes, autonomes potentiellement de
localisations différentes peuvent y entrer pour des objectifs individuels ou pour des
objectifs sociaux et interagir avec d’autres agents.
Comme avantages des mécanismes de gestion de l’ouverture dans les systèmes
multi-agents, nous pouvons dire que les standards utilisés pour la gestion des
communications des agents et des entrées / sorties, constituent des bases de re-
cherche consistantes pour le développement d’autres problématiques telles que celle
d’environnement multi-agent ouvert [104, 136] ou celle d’organisation multi-agent
ouvertes [20, 87]. Cependant, les approches de contrôle proposées notamment
celles des systèmes normatifs [18, 37] constituent encore des problématiques de
recherches très actives qui s’intègrent généralement dans les travaux sur les modèles
organisationnels que nous avons étudiés dans le chapitre 3.
L’étude des travaux développés sur les organisations dans les SMA nous a permis
de mettre en évidence les avantages qu’ils offrent pour le développement d’applica-
tions multi-agents [74].
En effet, la modélisation d’une application avec un langage de modélisation d’or-
ganisations (OML), permet d’expliciter avec plus ou moins d’expressivité (cf. ta-
bleau 3.1) les données structurelle, fonctionnelle, contextuelle, dialogique et norma-
tive des applications. Ainsi, la modélisation permet de mieux appréhender la com-
plexité des application et le cas échéant de mieux gérer les modiﬁcations et adaptations
(réorganisation) de celles-ci. La gestion effective d’applications organisationnelles se
fait par des infrastructures de gestion d’organisations OMI. Ces derniers assurent dif-
férents services (création d’OE, gestion des entrées d’agents et leur intégration, ges-
tion des coopérations et coordinations, gestion des sorties et de la régulation) pour le
bon fonctionnement des applications.
En outre, l’étude individuelle de quelques modèles organisationnels (cf. chapitre 3)
montre une divergences d’approches proposées, plus ou moins intéressantes et perti-
nentes pour une réelle modélisation et gestion d’organisations ouvertes.
Nous avons particulièrement remarqué que de nombreux modèles n’offrent pas la
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possibilité par leur OML de spéciﬁer explicitement des procédures d’entrée / sortie
dans des organisations. D’autre part, de nombreuses infrastructures de gestions d’or-
ganisations (OMI) n’offrent pas non plus une approche pertinente de gestion des inter-
actions entre agents et organisations de manière à mieux favoriser l’interopérabilité,
les entrées / sorties et le contrôle au sein d’organisations ouvertes.
C’est donc à ces limites que nous nous sommes intéressés dans notre proposi-
tion de modèle de gestion d’organisations multi-agents ouvertes présentées dans la
prochaine partie de ce mémoire. Ainsi, nous présenterons dans les chapitres 5 et 6 res-
pectivement le langage de modélisation d’organisations ouvertes ainsi que l’approche
de gestion d’organisations ouvertes que nous proposons. L’OML que nous proposons
est le résultat de l’extension de la richesse des OMLMoise+ et MoiseInst avec une di-
mension de spéciﬁcation explicite de procédure d’entrée / sortie dans des organisations
ouvertes. L’approche de gestion des propriétés d’ouverture que nous présentons dans
le chapitre 6 décrit principalement les étapes de gestion des procédures d’entrée / sor-
tie et de régulation des agents au sein d’une organisation ouverte. Dans le chapitres 7,
nous présentons l’OMI que nous avons développé pour assurer les fonctionnalités de
gestion des propriétés d’ouverture au sein d’une organisation. Cette OMI est basée sur
la notion d’artefacts organisationnels [89] qui s’inspire de la notion d’artefact [104]
proposée par A. Ricci et Al. dans leurs travaux sur le méta-modèle A& A (Agents &
Artifacts) [117, 105] dont nous présentons quelques spéciﬁcités dans le chapitre 7.
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Deuxième partie






d’organisation ouverte : OML Moise
L’étude des modèles organisationnels que nous avons présentée dans le chapitre
3 nous a permis de voir en quoi les organisations constituent un moyen d’ouverture
des SMA à travers leur modélisation avec des langages de modélisation d’organisa-
tion (OML) et leur gestion avec des infrastructures de gestion d’organisation (OMI).
Parmi les OML étudiés, nous avons brièvement présenté les Modèles MOISE+ et
MOISEInst sur lesquels sont basés nos travaux de recherche. Ces modèles ont l’avan-
tage de permettre une représentation des organisations en dimensions modulaires qui
favorisent la gestion de l’ouverture. Cependant, comme la majorité des modèles orga-
nisationnels, ces modèles n’offrent pas de spéciﬁcation explicite de procédure d’entrée
/ sortie dans des organisations.
Dans ce chapitre, nous allons donc présenter le langage de modélisation d’orga-
nisation MOISE, qui intègre les dimensions structurelle, fonctionnelle, et normative
proposées par les modèles MOISE+ [81] et MOISEInst [68], enrichies de nos mo-
diﬁcations. La présentation de ces dimensions sera suivie de celle de la dimension
d’entrée / sortie (EES : Entry-Exit Speciﬁcation) que nous proposons. Précisons que
l’ensemble des ﬁgures présentant les différents éléments du modèle sont en anglais.
5.1 Méta-modèle MOISE
Nous avons déﬁni une organisation multi-agent comme un ensemble d’agents qui
interagissent suivant une structure, des schémas de coopération et des normes prédéﬁ-
nies pour atteindre des objectifs précis. Un OML est un langage qui permet de repré-
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senter les données relatives à une organisation telles que : ses objectifs, sa structure,
ses schémas de coopération, ses normes. Nous avons également vu que cette repré-
sentation est décomposée en plusieurs dimensions dans les modèles organisationnels.
L’OML MOISE dont nous présentons les quatre dimensions dans les sections ci-
dessous hérite de la richesse des versions précédentes de ce modèle et offre de nou-
velles possibilités d’expressivité pour la modélisation d’organisations ouvertes notam-
ment pour la propriété d’entrée / sortie. En effet, cette nouvelle version conserve et
enrichit les spéciﬁcations structurelle (SS), fonctionnelle (FS) et normative (NS) dé-
ﬁnies dans les versions précédentes. Nous lui avons ajouté une notion d’exigence qui
a été intégrée au concept de rôle d’une SS et aux concepts de mission et de but d’une
FS aﬁn d’améliorer les entrées / sorties dans une organisation, les adoptions / aban-
dons de rôle, les engagements / abandons à des missions au sein d’une organisation.
Par ailleurs, nous avons déﬁni une nouvelle dimension appelée spéciﬁcation d’entrée
/ sortie (EES 1) qui permet de spéciﬁer de façon explicite les procédures d’entrée et de
sortie d’une organisation.
En résumé, le méta-modèle de l’OMLMOISE que nous proposons dans cette thèse
comprend quatre dimensions : structurelle, fonctionnelle, normative et entrée / sortie.
Celles-ci sont organisées dans des packages présentés sur la ﬁgure 5.1.
1. La dimension structurelle, représentée sur la ﬁgure 5.1 par le package Structu-
ral Speciﬁcation, permet de spéciﬁer les groupes et les rôles qui déﬁnissent la
structure d’une organisation. Nous présenterons en détail les éléments de cette
dimension dans la section 5.3.
2. Le package Functional Speciﬁcation représente les éléments de la dimension
fonctionnelle. Cette dernière permet de spéciﬁer les schémas sociaux qui déﬁ-
nissent les coopérations des activités fonctionnelles au sein d’une organisation.
Les schémas sociaux sont constitués de buts et de missions que nous présente-
rons en détail dans la section 5.4.
3. Le package Normative Speciﬁcation, correspond à la dimension normative où
sont spéciﬁées les normes qui établissent les contraintes sous formes d’obli-
gations de permissions et interdictions entre les rôles déﬁnis dans la SS et les
missions déﬁnies dans la FS. Nous le présentons en détail dans la section 5.5.
4. Les éléments du package Commun sont des éléments abstraits qui sont spécia-
lisés dans les quatre dimensions du modèle. Ainsi, une entité (Entity) est un
élément abstrait pouvant avoir des exigences de type adoption (AdoptReq) et
des exigences de type abandon (LeaveReq). Ces deux types d’exigences sont
1. EES : Entry Exit Speciﬁcation
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eux-mêmes des spécialisations de la notion abstraite d’exigence (Requirement)
que nous présentons en détail dans la section 5.2. Une entité est spécialisée dans
la SS avec la notion de rôle et dans la FS avec les notions de mission et de but.
5. Enﬁn, la dimension entrée / sortie décrite dans le package EntryExit Speciﬁ-
cation permet de spéciﬁer les portes d’entrée (Gate) et les portails (portal) qui
gères les entrées et les sorties dans une organisation. Dans cette dimension, sont
également spéciﬁées des exigences d’entrée / sortie (EntryReq, ExitReq) qui
sont des spécialisations de Requirement du package Commun. Nous présente-
rons cette dimension dans la section 5.6.
La spéciﬁcation organisationnelle d’une organisation déﬁnie avec l’OML MOISE
est donc représentée par le le quadruplet suivant :




































FIGURE 5.1 – Méta-Modèle de l’OML MOISE
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L’OML MOISE comme ses versions précédentes aborde plusieurs niveaux –
individuel, social et collectif– à travers son OS. Particulièrement, les rôles spéciﬁés
dans la dimensions structurelle (SS) déﬁnissent un niveau individuel relatif aux agents.
De plus, dans une SS, des relations peuvent être spéciﬁées entre des rôles (cf. sec-
tion 5.3.2). Ces relations déﬁnissent le niveau social qui existe entre des agents qui
jouent des rôles dans une organisation. Les groupes auxquels appartiennent des rôles
représentent le niveau collectif de structuration [68].
Dans une FS les buts déﬁnissent le niveau individuel de fonctionnement d’une
organisation c’est-à-dire les objectifs qui devront être atteints individuellement
par des agents en fonction de leurs rôles. Les buts sont regroupés en missions qui
représentent le niveau social car une mission peut être attribuée à plusieurs agents qui
devront alors se coordonner pour la réaliser. Enﬁn, les schémas sociaux représentent
l’organisation fonctionnelle collective d’une organisation et donc le niveau collectif
d’interprétation de la FS [68].
Nous reviendrons plus en détail sur ces différents niveaux pour la SS et la FS dans
les sections 5.3 et 5.4.
Les autres dimensions : normative (NS) et entrée / sortie (EES) permettent quant
à elles de déﬁnir respectivement les normes qui établissent les comportements que
l’organisation attend de la part des agents, et les procédures d’entrée et de sortie,
qui permettront de gérer les admissions et intégrations d’agents au sein des entités
organisationnelles ainsi que leurs départs.
Comme pour les modèles MOISE+ et MOISEInst, les dimensions d’une spéci-
ﬁcation organisationnelle proposées peuvent être représentées sous plusieurs forma-
lismes :
– Un formalisme graphique qui offre une représentation visuelle facilement com-
préhensible et manipulable par des concepteurs d’organisations. Les éléments
de représentation graphique des dimensions structurelle et fonctionnelle sont
présentés sur les ﬁgures 5.2 et 5.4.
– Un formalisme BNF pour une représentation plus formelle des spéciﬁcations
et des relations qui existent entre elles, et pour chacune d’elles entre leurs élé-
ments [68].
– Pour leur programmation des OMI, un formalisme XML 2 et un formalisme
logique (NOPL [78]) ont également été déﬁnis.
Aﬁn de spéciﬁer clairement ces différents concepts, nous utiliserons le formalisme
2. http ://moise.sourceforge.net/
Concept d’exigence 81
de la théorie des ensembles pour présenter les différentes dimensions d’une spéciﬁca-
tion organisationnelle.
5.2 Concept d’exigence
Le concept d’exigence a été déﬁni aﬁn d’exprimer de façon explicite des condi-
tions ou prérequis à remplir par des agents pour leurs entrées et sorties d’organisation,
pour leurs évolutions en terme d’adoption et d’abandon de rôle(s), en terme d’engage-
ment et d’abandon de missions et buts– au sein d’une organisation. Concrètement, des
exigences peuvent être déﬁnies et associées à des rôles dans une spéciﬁcation struc-
turelle, à des missions et des buts dans une spéciﬁcation fonctionnelle ainsi qu’à des
portails dans une spéciﬁcation d’entrée / sortie (cf. ﬁgure 5.1).
L’intérêt de ce concept est lié au fait qu’une organisation a des objectifs qu’elle
voudrait atteindre et qu’en général un seul agent ne peut réaliser tout seul. Ainsi, les
agents qui veulent entrer dans une organisation doivent montrer « patte blanche » et
déclarer leurs compétences pour leur entrée relativement à leur future participation à
la réalisation des objectifs de cette organisation.
L’expression générale d’une exigence est représentée par la déﬁnition BNF 5.1.
Requirement ::= 〈type, RExpr, property〉 (5.1)
type ::= EntryReq|AdoptReq|LeaveReq|ExitReq
RExpr ::= SRExpr | (RExpr " ∧ " RExpr) | (RExpr " ∨ " RExpr)
SRExpr ::= (Term op V alue) | (Term " == " "_")
op ::= " == " | " 6 " | " > " | " < " | " > " | " 6= "
property ::= mandatory|optional
Chaque exigence est décrite par un type, une expression (RExpr) et une propriété
(property).
1. Le type d’une exigence peut être EntryReq, AdoptReq, LeaveReq, ExitReq
qui désigne respectivement une exigence d’entrée, d’adoption, d’abandon et de
sortie. Chacun de ces types est présenté plus loin dans cette section.
2. L’expression d’une exigence (RExpr) peut être soit une expression simple
(SRExpr) soit une conjonction d’expressions (RExpr∧RExpr), soit une dis-
jonction d’expressions (RExpr ∨RExpr).
L’expression simple d’une exigence peut avoir l’une des deux syntaxes sui-
vantes :
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– Term op V alue où Term représente un terme, op est l’un des opérateurs pré-
sentés par l’équation 5.1 et V alue est une valeur prédéﬁnie que doit vériﬁer
Term suivant l’opérateur op. Cette valeur dépend de l’application concernée
par l’expression de l’exigence.
– Term " == " "_" : cette syntaxe indique que, le terme de l’expression simple
de l’exigence n’a pas de valeur prédéﬁnie.
3. La propriété d’une exigence peut êtremandatory ou optional. Lorsque la pro-
priété mandatory est associée à une exigence, la valeur de vérité de son ex-
pression doit obligatoirement être vériﬁée pour que l’exigence soit considérée
comme ayant été satisfaite. Tandis que quand la propriété optional est associée
à une exigence, la satisfaction de l’exigence constitue un bonus et non une obli-
gation pour les agents. Ce bonus sera pris en compte dans le processus d’entrée,
de sortie, d’adoption ou d’abandon de rôle ou de mission ou de but pour lequel
l’exigence est déﬁnie.
Exemples : e1, e2 sont des exemples d’exigences de type EntryReq spéciﬁant des
connaissances linguistiques, l’une (e1) est obligatoire et l’autre (e2) optionnelle.
– e1 = 〈EntryReq, LangSkill == English,mandatory〉
– e2 = 〈EntryReq, LangSkill == japanese, optional〉
Dans la section ci-dessous, nous présentons les quatre types d’exigences que nous
avons déﬁnis pour la gestion des entrées et des sorties ainsi que pour des engagements
et les abandons d’engagements dans une organisation.
Types d’exigence
Exigence d’entrée
Une exigence d’entrée est une exigence de typeEntryReq. Elle est déﬁnie, comme
son nom l’indique, pour la gestion des entrées dans une organisation multi-agents. Elle
constitue une condition que doit remplir tout agent lors de son processus d’entrée dans
l’organisation dans laquelle elle est déﬁnie.
Exigence d’adoption
Une exigence d’adoption est une exigence de type AdoptReq. Elle doit être
satisfaite par l’agent pour que les responsabilités ou tâches d’un rôle, ou d’une
mission ou d’un but puissent lui être attribuées dans une organisation.
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Les exigences d’entrée et d’adoption semblent similaires, mais leur sémantique
respective est différente. En effet, une exigence d’entrée est déﬁnie pour des agents
n’appartenant pas à un groupe ou une organisation. Elle exprime des prérequis d’en-
trée que doit avoir tout agent qui veut entrer dans ce groupe ou organisation. Une
exigence d’adoption est déﬁnie pour exprimer un pré-requis en terme de compétence,
but, capacité, ou autres conditions nécessaires pour assumer / atteindre les objectifs
correspondants à un rôle, une mission ou un but. En d’autres termes, un agent devra
toujours satisfaire les exigences d’adoption d’un rôle, d’une mission ou d’un but au-
quel il voudrait s’engager. Si l’agent n’est pas encore membre du groupe c’est-à-dire
s’il n’est pas encore entré dans le groupe auquel est associé le rôle, la mission et le
but, il devra également satisfaire les exigences d’entrée dans ce groupe. Dans le cas
où il est déjà membre du groupe, il n’aura plus à satisfaire les exigences d’entrée.
Exigence d’abandon
Une exigence d’abandon est une exigence de type LeaveReq. Elle exprime une
condition à vérifier lorsqu’un agent voudra se défaire des responsabilités qu’il a pour
un rôle, une mission ou un but auquel il s’est engagé dans une organisation.
Exigence de sortie
Une exigence de sortie est une exigence de type ExitReq. Elle est définie pour
un portail de gestion de sortie dans une organisation. Elle exprime une condition à
vérifier lorsqu’un agent voudra quitter l’un des groupes auxquels il appartient et pour
lequel les sorties d’agents sont gérées par ce portail.
Une exigence de sortie se distingue d’une exigence d’abandon dans la mesure où
la première définit une condition de départ d’une organisation. Tandis que, la seconde
exprime une condition d’abandon de responsabilités liées à un but, une mission, ou
un rôle, mais sans que l’agent ne quitte complètement l’organisation dans laquelle il
assumait cette responsabilité.
Nous présentons ci-dessous les différentes dimensions de MOISE en commençant
par la dimension structurelle.
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5.3 Spéciﬁcation Structurelle
Déﬁnition 1 La spéciﬁcation structurelle (SS) de l’OML MOISE déﬁnit les éléments
structurels d’une organisation.
Le concept de rôle déﬁni dès la version MOISE+ [81] est utilisé pour exprimer le
niveau individuel de la structure d’une organisation. En d’autres termes, un rôle peut
être adopté par des agents. Le concept de groupe a également été déﬁni parMOISE+
pour exprimer le niveau collectif dans la SS d’une organisation. Les agents apparte-
nant à un ou plusieurs collectif(s) au sein de la structure d’une organisation. Chaque
collectif est déﬁni par un groupe.
Ainsi, une SS est déﬁnie selon l’équation 5.2. Elle est constituée par l’ensemble
de ses rôles, l’ensemble de ses groupes et une relation d’héritage entre les rôles.
SS = 〈R,Gr,❁〉 (5.2)
– R : ensemble des rôles de la SS qui comprend des rôles abstraits dont l’ensemble
est notéRabs et des rôles non abstraits que nous notons ¬Rabs. Nous présentons
en détail la notion de rôle dans la section 5.3.1.
R = {ri, 1 ≤ i ≤ n, |R| = n}, R = Rabs ∪ ¬Rabs
– Gr : ensemble des groupes et sous groupes de la SS. Nous détaillons la notion
de groupe dans la section 5.3.3.
Gr = {grj, 1 ≤ j ≤ m, |Gr| = m}
– ❁ : la relation d’héritage entre les rôles de R. Ainsi, lorsqu’un rôle r ∈ R hérite
d’un rôle r′ ∈ R, on note r ❁ r′. Les propriétés suivantes sont déﬁnies pour
cette relation :
∀r, r′ ∈ R, r ❁ r′ ∧ r′ ❁ r =⇒ r = r′
∀r, r′, r” ∈ R, r ❁ r′ ∧ r′ ❁ r” =⇒ r ❁ r”
Nous présentons dans les sections qui suivent les trois niveaux individuel, social
et collectif d’une SS.
5.3.1 Niveau individuel : «Rôle »
Les rôles déﬁnis dans la spéciﬁcation structurelle de l’OML MOISE permettent
de représenter explicitement le niveau individuel des agents dans la structure d’une
organisation.
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Déﬁnition 2 Un rôle est l’abstraction d’un agent dans la SS. Il sert de point d’an-
crage d’un agent à un ensemble de responsabilités et contraintes qu’il doit suivre à
partir du moment où il accepte de jouer ce rôle [68].
Nous avons enrichi la spéciﬁcation d’un rôle telle qu’elle était proposée dans les
modèlesMOISE+ etMOISEInst avec l’intégration des notions d’exigence d’adoption
et d’exigence d’abandon (cf. équation 5.3). Ainsi,
∀r ∈ (R \ Rabs), r = 〈AdoptReqr, LeaveReqr〉 (5.3)
– Les exigences d’adoption d’un rôle r notées AdoptReqr sont déﬁnies pour
une organisation et représentent des prérequis que l’organisation demande aux
agents qui voudraient adopter le rôle r.
– Les exigences d’abandon d’un rôle r notées LeaveReqr sont des conditions
déﬁnies par une organisation aﬁn d’être vériﬁées lors des abandons du rôle r
par un agent.
Dans une SS certains rôles peuvent être abstraits. Ce type de rôles ne peut être
attribué à un agent dans une organisation. En général, une relation d’héritage est spé-
ciﬁée entre un rôle abstrait et un ou plusieurs rôle(s) non abstrait(s). Les rôles abstraits
servent alors à déﬁnir et factoriser des propriétés communes à plusieurs rôles dont les
rôles non abstraits hériteront. Contrairement à un rôle abstrait, un rôle non abstrait est
un rôle que peut jouer un agent dans une organisation.
Remarque : Nous supposons que le concepteur de la spéciﬁcation structurelle s’as-
surera de la cohérence des exigences entre les différents rôles de façon à avoir une
bonne cohérence entre des rôles qui héritent d’autres rôles.
5.3.2 Niveau social : «Lien »
Le niveau social dans une SS est exprimé au moyen des liens qui peuvent être
déﬁnis entre les rôles au sein d’un groupe.
Déﬁnition 3 Un lien est une relation entre deux rôles au sein d’un groupe. Il est déﬁni
par un rôle source, un rôle destination et un type [68].
On note Lgr l’ensemble des liens d’un groupe gr. Un lien appartenant à Lgr est déﬁni
selon l’équation ci-dessous.
∀l ∈ Lgr, l = 〈rs, rd, t〉 (5.4)
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– rs est le rôle source du lien, rs ∈ Rgr où Rgr est l’ensemble des rôles de gr et
Rgr ⊂ R.
– rd est le rôle destination du lien, rd ∈ Rgr .
– t ∈ {acq, com, aut} est le type du lien.
Les types de liens entre les rôles des groupes d’une SS déﬁnis ci-dessous sont les
mêmes que ceux des modèlesMOISE+ [81] etMOISEInst [68].
– Lien d’accointance (acq) : il spéciﬁe que les agents jouant le rôle source rs sont
autorisés à représenter des agents jouant le rôle cible rd.
– Lien de communication (com) : il exprime le fait que les agents jouant le rôle
source rs sont autorisés à communiquer avec les agents jouant le rôle cible rd.
– Lien d’autorité (aut) : ce dernier type de lien permet aux agents jouant le rôle
source rs de à contrôler les agents jouant le rôle cible rd.
La représentation graphique des liens d’une SS ainsi que de ses autres éléments est
















entre groupes et rôles
FIGURE 5.2 – Élément de représentation graphique de la SS
Remarques
1. Il existe une relation de subsumption entre les trois types de liens ci-dessus cités.
Elle est déﬁnie de la façon suivante [81] :
– ∀l ∈ Lgr, l = 〈rs, rd, aut〉 ⇒ ∃l′ ∈ Lgr, l′ = 〈rs, rd, com〉 : s’il existe un lien
d’autorité entre deux rôles rs et rd, alors il existe un lien de communication
implicite entre ces deux rôles.
– ∀l ∈ Lgr, l = 〈rs, rd, com〉 ⇒ ∃l′′ ∈ Lgr, l′′ = 〈rs, rd, acq〉 : s’il existe
un lien de communication entre deux rôles rs et rd alors il existe un lien
d’accointance implicite entre ces deux rôles.
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2. Lorsqu’il existe une relation d’héritage entre des rôles, les liens déﬁnis entre
rôles se propagent comme suit :
∀l ∈ Lgr, l = 〈rs, rd, t〉, ∀r
′
s ∈ Rgr, r
′
s ❁ rs ⇒ ∃l
′ ∈ Lgr, l
′ = 〈r′s, rd, t〉
∀l ∈ Lgr, l = 〈rs, rd, t〉, ∀r
′
d ∈ Rgr, r
′
d ❁ rd ⇒ ∃l
′′ ∈ Lgr, l
′′ = 〈rs, r
′
d, t〉
5.3.3 Niveau collectif : «Groupe »
Le niveau collectif de contrainte dans une spéciﬁcation structurelle est déﬁni au
moyen des groupes de la SS. La notion de groupe a été proposée pour exprimer le
cadre dans lequel des agents peuvent jouer des rôles.
Définition 4 Un groupe est l’abstraction d’un collectif d’agents [68]. Il est déﬁni par
un sept-uplet présenté par l’équation 5.5.








gr , nggr, nrgr〉 (5.5)
– Rgr : l’ensemble des rôles de gr, Rgr ⊂ R.
– SGgr : l’ensemble des sous groupes de gr.
– Lintragr , L
inter
gr : respectivement l’ensemble des liens tels que déﬁnis ci-dessus, ca-
tégorisés en liens intra-groupes et inter-groupes déﬁnis pour le groupe gr. Nous
reviendrons sur ces catégories de liens ci-dessous. Nous notons Lgr l’ensemble
formé par l’union de Lintragr et de L
inter





– Cintragr , C
inter
gr : respectivement l’ensemble des contraintes de compatibilité intra-
groupes et inter-groupes déﬁnies pour le groupe gr.
– nggr : la fonction qui associe à chaque sous-groupe gr′ ∈ SGgr sa cardinalité
en terme de nombres d’instances minimum et maximum de gr′ qui peuvent être
créées dans une organisation.
– nrgr la fonction qui associe à chaque rôle r du groupe gr sa cardinalité en terme
de le nombre d’instances minimum et maximum de r pouvant exister dans le
groupe gr au sein d’une organisation.
Relation de sous-groupe
– Un groupe gr′ est sous groupe d’un groupe gr si gr′ ∈ SGgr, on dit qu’il existe
un lien de composition de gr vers gr′. La représentation graphique d’un lien de
composition est donnée par la ﬁgure 5.2.
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– Si un groupe n’est le sous-groupe d’aucun autre groupe alors il représente le
groupe racine de la SS.
– Un groupe ne peut être le sous groupe que d’un seul groupe.
Dans ce qui suit, nous parlerons d’instance de groupe pour désigner une entité
collective d’une organisation créée à partir d’une spéciﬁcation de groupe déﬁnie dans
la SS. Les agents peuvent entrer et adopter des rôles au sein d’une instance de groupe.
Liens intra et inter groupe(s)
On distingue deux catégories de liens entre les rôles des groupes qui précisent la
portée du lien [81, 68] relativement au groupe gr dans lequel ils sont déﬁnis.
1. Les liens intra-groupe dont l’ensemble est noté Lintragr sont des liens dont la
portée se limite à une instance de gr et aux instances de sous groupes qu’elle
contient. Ainsi, ∀l ∈ Lintragr , l = 〈rs, rd, type〉, tout agent qui joue le rôle rs
dans une instance de gr a un lien de type type avec tous les agents qui jouent le
rôle rd dans la même instance ou dans les instances de sous groupes gr
′ ∈ SGgr.
2. Les liens inter-groupes (Lintergr ) sont des liens dont la portée concerne toute ins-
tance de gr. Ainsi, ∀l ∈ Lintergr , l = 〈rs, rd, type〉, tout agent qui joue le rôle rs
dans une instance de gr a un lien de type type avec tous les agents qui jouent le
rôle rd quelque soit l’instance de gr dans laquelle sont les agents qui jouent le
rôle rd.
Contraintes
Puisque plusieurs rôles peuvent être déﬁnis dans un même groupe, les notions de
contrainte de compatibilité et de contrainte de cardinalité ont été proposées dans
l’OMLMOISE+ [81] pour contraindre des agents au niveau collectif de la SS c’est-
à-dire dans des groupes déﬁnis dans une spéciﬁcation structurelle.
1. Une contrainte de compatibilité est déﬁnie entre deux rôles et permet d’ex-
primer explicitement la possibilité pour un agent d’adopter les deux rôles com-
patibles. Elle est représentée selon l’équation 5.6.
Une contrainte de compatibilité a également une portée qui peut être intra-
groupe ou inter-groupe.
Ainsi, on note C = Cintragr
⋃
Cintergr l’ensemble de toutes les contraintes intra et
inter groupe(s) déﬁnies pour un groupe gr ∈ Gr. Un élément de C est déﬁni
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comme suit :
∀c ∈ C, c = rs ⊲⊳ rd (5.6)
Compatibilité intra-groupe : ∀c ∈ Cintragr , tous les agents qui jouent le rôle
source rs dans une instance de gr peuvent également jouer le rôle rd dans la
même instance ou dans une de ses instances de sous groupes.
Compatibilité inter-groupe : ∀c ∈ Cintergr , tous les agents qui jouent le rôle
source rs dans une instance de gr peuvent également jouer le rôle rd dans n’im-
porte quelle instance de gr.
La relation d’héritage entre rôles se répercute également sur les contraintes de
compatibilité. Ainsi, on a :





rs ⊲⊳ rd ∧ rd ❁ r
′
d ⇒ rs ⊲⊳ r
′
d
2. Contrainte de cardinalité : elle permet d’exprimer les nombres minimum et
maximum d’instances des sous-groupes au sein d’un groupe gr et les nombres
minimum et maximum d’instances de chaque rôle d’un groupe gr. La contrainte
de cardinalité sur les sous groupes est déﬁnie par la fonction nggr représentée
par l’équation 5.7 . Tandis que la fonction nrgr représentée par l’équation 5.8
déﬁnit la contrainte de cardinalité sur les rôles.
nggr : SGgr → N× N (5.7)
gr 7→ (min,max)
nrgr : Rgr → N× N (5.8)
r 7→ (min,max)
5.3.4 Exemple
L’exemple que nous utilisons dans ce chapitre pour illustrer la modélisation d’une
organisation avec l’OMLMOISE est appelé "write-paper". Il représente la description
d’une organisation pour l’écriture collaborative d’un article par différents agents. Il est
assez simple et permet ainsi de mieux présenter les différentes spéciﬁcités de chaque
dimension de notre OML. L’article à rédiger concerne le domaine des organisations
multi-agents.
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FIGURE 5.3 – Représentation graphique de la SS de l’exemple ""write-paper""
La spéciﬁcation structurelle de cet exemple (cf. ﬁgure 5.3), est constituée d’un
groupe wpgroup qui comprend deux rôles editor et writer qui héritent du rôle
abstrait author. Du fait de l’héritage, tous les agents peuvent communiquer entre eux
indépendamment du (ou des) rôle(s) qu’ils jouent en raison du lien de communication
déﬁni sur le rôle author. Un agent jouant le rôle editor a autorité sur les agents qui
jouent le role writer. Les différents éléments de la SS sont représentés ci-dessous.
SS = 〈R,Gr,❁〉
R = {editor, writer, author}, Rabs = {author}
Gr = {wpgroup}













Rwpgroup = {writer, editor}
editor = 〈AdoptReqeditor, φ〉
writer = 〈AdoptReqwriter, φ〉
AdoptReqeditor = AdoptReqwriter = {ad_req01, ad_req02}
ad_req01 = 〈AdoptReq,DomainSkill == MAS_organisation,mandatory〉
ad_req02 = 〈AdoptReq, LanguageSkill == English,mandatory〉
SGwpgroup = φ
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Lintrawpgroup = {l1, l2}
l1 = 〈author, author, com〉




nrwpgroup(editor) = (1, 1)
nrwpgroup(writer) = (1, 5)
Précisions
– L’exigence d’adoption ad_req01 impose que le domaine de compétences des
agents qui voudront adopter les rôles editor et writer doit être obligatoirement
(cf. propriété mandatory de ad_req01) relative àMAS_organisation.
– L’exigence ad_req02 spéciﬁe que les agents qui voudront adopter l’un ou l’autre
des rôles editor et writer doivent obligatoirement avoir l’anglais comme com-
pétence linguistique.
– Aucune exigence d’abandon n’est déﬁnie sur chacun de ces rôles.
5.4 Spéciﬁcation Fonctionnelle
Déﬁnition 5 La spéciﬁcation fonctionnelle (FS) déﬁnit un ensemble de schémas so-
ciaux considérés comme des objectifs collectifs à atteindre par une organisation [68].
Plus précisément, c’est dans la FS de l’OML MOISE que l’on spéciﬁe les objectifs
collectifs d’une organisation, la décomposition de ces objectifs en buts qui devront
être réalisés par des agents, l’ordonnancement des buts qui déﬁnit les coordinations
et coopérations entre les agents au moyen de schémas sociaux et le regroupement
des buts en missions auxquelles des agents pourront s’engager. Les concepts de buts,
missions, et schémas sociaux permettent ainsi de déﬁnir les niveaux individuel, social,
et collectif de la dimension fonctionnelle d’une organisation.
L’équation 5.9 représente la déﬁnition d’une spéciﬁcation fonctionnelle qui est
constituée de deux éléments. L’ensemble S des schémas sociaux et une fonction Pr
qui permet de déﬁnir un ordre de préférence d’exécution des missions déﬁnies dans
les schémas sociaux de S. Nous présentons sa déﬁnition dans la section 5.4.1.
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FS = 〈S, Pr〉 (5.9)
5.4.1 Niveau collectif : « Schéma social »
Définition 6 Un schéma social est la structure d’un objectif global d’une organisa-
tion, décomposé en buts, structurés en plans et regroupés en missions [68].
Un schéma social permet donc de déﬁnir le processus que des agents doivent
suivre pour atteindre un objectif ou but collectif. Il est représenté par un arbre appelé
plan dont la racine est le but collectif à atteindre et dont les noeuds intermédiaires
et les feuilles représentent la décomposition en sous buts du but collectif (exemple :
Fig. 5.5).
La représentation formelle d’un schéma social est donnée par l’équation suivante.
∀s ∈ S, s = 〈Gs,Ms, Ps, RespGrs, nms, ngs,mos〉 (5.10)
– Gs : l’ensemble des buts du schéma social. La notion de but est présentée dans
la section 5.4.3.
– Ms : l’ensemble des missions du schéma social. La notion de mission est pré-
sentée dans la section 5.4.2.
– Ps : l’ensemble des plans du schéma social.
– RespGrs : l’ensemble des groupes pouvant être responsables du schéma social.
– nms et ngs : fonctions qui déﬁnissent des contraintes de cardinalités sur les
missions et les buts du schéma social.
– mos : la fonction qui à chaque mission m de Ms associe un sous ensemble de
but(s) SGm de Gs, SGm ⊂ Gs.
mos : Ms → P(Gs) (5.11)
m 7→ SGm





Les relations de préférences pr ∈ Pr de la spéciﬁcation fonctionnelle déﬁnissent
un ordre noté ≺ d’exécution des missions des schémas sociaux de la FS et s’exprime
comme suit.




Charte picturale FS 
séquence 
FIGURE 5.4 – Élément de représentation graphique de la FS
Plans d’un schéma social
Chaque élément de l’ensemble des plans d’un schéma social Ps est déﬁni de la
façon suivante :
∀p ∈ Ps, p = 〈head, op,Gp〉 (5.13)
– head : est le but racine du plan, head ∈ Gs
– Gp : est l’ensemble des buts du plan.
– op : est l’opérateur du plan, op ∈ {,, |, ‖}. La représentation graphique de ces
opérateurs est présentée par la ﬁgure 5.4.
1. L’opérateur "","" indique que les buts de Gp devront être exécutés séquen-
tiellement.
2. L’opérateur "" | "" indique qu’il faudra choisir parmi les buts deGp celui qui
sera exécuté. Ce choix pourra se faire selon les préférences déﬁnies dans
Pr.
3. L’opérateur "" ‖ "" indique que les buts de Gp devront être exécutés en
parallèle.
L’exemple présenté dans la section 5.4.4 illustre quelques exemples de plans.
Groupe(s) responsable(s) d’un schéma social
Pour expliciter le type de groupe de la spéciﬁcation structurelle (SS) dont les agents
qui jouent des rôles en son sein pourront participer à la réalisation des buts d’un
schéma social, nous avons enrichi la spéciﬁcation de chaque schéma social s ∈ S
avec la notion de groupe responsable d’un schéma social (ResponsibleGroup). Plu-
sieurs groupes peuvent être responsables d’un même schéma social. Tout agent qui
s’engagera à réaliser soit un but, soit une mission de s sera membre d’au moins un des
groupes responsable de s.
Ainsi, l’ensemble RespGrs des groupes responsables d’un schéma social s est
calculé par la fonction respGroup déﬁnie comme suit :
respGroup : S → P(Gr) (5.14)
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Contraintes de cardinalité
Deux types de contraintes de cardinalité sont déﬁnis dans un schéma social. Elles
sont exprimées par les fonctions nms et ngs présentées ci-dessous.
1. Contrainte de cardinalité sur les missions : elle spéciﬁe pour chaque mission
m de Ms le nombre minimum et le nombre maximum d’agent(s) qui pourront
s’engager àm dans le schéma social. Elle est déﬁnie par la fonction nms.
nms : Ms → N× N (5.15)
m 7→ (min,max)
2. Contrainte de cardinalité sur les buts : elle déﬁnit pour chaque but g de Gs
les nombres minimum et maximum d’agent(s) qui devront réaliser le but g dans
le schéma social selon la fonction ngs.
ngs : Gs → N× N (5.16)
g 7→ (min,max)
Un but g ne sera considéré comme étant effectivement réalisé que si le nombre
d’agents ayant validé sa réalisation est égal au moins àmin de ngs(g).
Remarque : l’ensemble Gs des buts d’un schéma social est composé de deux sous
ensembles Gnodess et G
leaves





– Gnodess est composé des buts du schéma social qui sont des noeuds. C’est-à-dire,
le but racine du schéma social ainsi que tous les autres buts qui ont des ﬁls.
– Gleavess est composé des buts du schéma social qui sont des feuilles de l’arbre de
décomposition du but racine.





dans la section 5.4.4.
5.4.2 Niveau social : «Mission »
Déﬁnition 7 Une mission est un ensemble de buts cohérents appartenant à un même
schéma social et à laquelle un agent peut s’engager [68].
Comme nous l’avons introduit dans la section 5.1, Une mission représente le ni-
veau social d’interprétation d’une FS dans la mesure où plusieurs agents peuvent
s’engager à une mission et doivent donc coordonner leurs activités aﬁn de réaliser
au mieux la mission.
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La spéciﬁcation d’une mission dans MOISE a été enrichie par rapport à celle des
OML MOISE+ et MOISEInst et comprend les ensembles d’exigences d’adoption et
d’abandon tels que présentés par l’équation ci-dessous.
∀m ∈Ms,m = 〈AdoptReqm, LeaveReqm〉 (5.17)
– AdoptReqm : l’ensemble des exigences d’adoption de la mission.
– LeaveReqm : l’ensemble des exigences d’abandon de la mission.
5.4.3 Niveau individuel : «But »
Définition 8 Au sein d’un schéma social, un but est un état ﬁnal constituant un objec-
tif vers lequel une organisation tend. Un but peut être défini par un plan décomposant
le but en sous-buts [68].
Un but est également interprété dans le modèle MOISE comme étant le niveau in-
dividuel pour la FS. En effet, les buts sont atteints ou réalisés individuellement par
des agents. Cependant, selon les contraintes de cardinalité déﬁnies sur les buts d’un
schéma social (Cf. fonction 5.15), certains buts peuvent nécessiter que plusieurs
agents les réalisent. Dans ce cas, chaque agent concerné par la réalisation du but de-
vra participer individuellement à sa réalisation et à la validation de la dite réalisation.
L’équation 5.18 présente la spéciﬁcation d’un but.
∀g ∈ G, g = 〈AdoptReqg, LeaveReqg, ttf〉 (5.18)
– AdoptReqg et LeaveReqg sont respectivement les ensembles des exigences
d’adoption et d’abandon du but.
– ttf est la durée déﬁnie pour la réalisation du but.
Nous pouvons remarquer que comme dans la spéciﬁcation d’un rôle présentée
dans la section 5.3.1, la spéciﬁcation d’une mission et celle d’un but permettent d’ex-
pliciter des exigences d’adoption et d’abandon : AdoptReqm et LeaveReqm pour une
mission, AdoptReqg et LeaveReqg pour un but. Ces exigences sont vériﬁées respec-
tivement lorsqu’un agent veut s’engager à la réalisation d’un but ou à plusieurs buts
d’une mission et lorsqu’un agent veut abandonner une mission ou un but pour lequel
il s’était engagé. Nous verrons l’illustration de l’utilisation de ces exigences dans le
chapitre 7.
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Remarque : nous supposons que les exigences d’adoption et d’abandon déﬁnies
pour les missions et les buts d’une spéciﬁcation fonctionnelle sont cohérentes aux
missions et buts auxquels elles sont associées. La notion de cohérence ici fait référence
à une notion métier, c’est-à-dire que c’est le concepteur de l’organisation qui devra
s’en assurer lors de la conception des spéciﬁcations fonctionnelle et structurelle.
5.4.4 Exemple
A la suite de la spéciﬁcation structurelle de notre exemple présenté dans la sec-
tion 5.3.4, nous présentons ici la FS du même exemple avec ses schémas sociaux,
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(b) Schema social de "wpReward"
FIGURE 5.5 – Représentation graphique de la FS de l’exemple ""write-paper""
Dans cet exemple, on a un seul schéma social wpSch. Celui-ci est composé du
but collectif à atteindre writePaper, qui décrit le plan de réalisation de ce but. Ce
plan se décompose en deux sous plans qui doivent être réalisés séquentiellement. Le
premier fdv consiste à déﬁnir une première version du papier à écrire. Le second sv
consiste en la réalisation de la version du papier qui sera soumise. Le plan fdv se
décompose en trois buts l’écriture du titre (wtitle), du résumé (abs) et des titres de
section (wsectitle) du papier. Le plan sv est aussi composé de trois buts à exécuter
séquentiellement : remplir les sections (wsec), la conclusion (wcon) et les références
(wref ). Trois missions sont déﬁnies dans ce schéma social : mMan, mCol, mBib.
Aucune préférence sur les missions n’est spéciﬁée.
Nous présentons ci-dessous la description formelle de la FS de cet exemple.
FS = 〈S, Pr〉
S = {wpSch, wpRew}
wpSch = 〈GwpSch,MwpSch, PwpSch, RespGrwpSch,mowpSch, nmwpSch, 〉
wpRew = 〈GwpRew,MwpSch, PwpRew, RespGrwpRew,mowpRew, nmwpRew, 〉
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– GnodeswpSch = {writePaper, fdv, sv}
– GleaveswpSch = {wtitle, wabs, wsectitles, wsecs, wcon, wref}





– GnodeswpRew = {wpReward}
– GleaveswpRew = {rewCol, rewBib}
– MwpSch = {mMan,mCol,mBib}
– MwpRew = {mRew1,mRew2}
– PwpSch = {p0, p1, p2, p3}
– p0 = 〈writePaper, |, {fdv, sv}〉
– p1 = 〈fdv, |, {wtitle, wabs, wsectitle}〉
– p2 = 〈sv, |, {wsecs, finish}〉
– p3 = 〈finish, ||, {wcon, wref}〉
– PwpRew = {p}
– p = 〈rewCol, ||, rewBib〉
– RespGrwpSch = {wpgroup}
– RespGrwpRew = {wpgroup}
Les fonctions nowpSch et nmwpSch pour les missions deMwpSch
Mission mowpSch,mowpRew nmwpSch





Spécification des missions deMwpSch et deMwpRew
– mMan = 〈AdoptReqmMan, LeaveReqmMan〉
– AdoptReqmMan = {ad_req03}
– LeaveReqmMan = {le_req11}
ad_req03 = 〈AdoptReq, hasCapability == Management, optional〉
le_req11 = 〈LeaveReq, hasF inishedAllGoal == _,mandatory〉
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– mCol = 〈φ, LeaveReqmCol〉,
LeaveReqmCol = {le_req11}
– mBib = 〈φ, LeaveReqmBib〉,
LeaveReqmBib = {le_req11}
– L’exigence d’adoption ad_req03 de la mission mMan spéciﬁe que l’agent qui
voudra s’engager sur cette mission peut avoir des compétence de management.
Cette exigence est optionnelle (cf. propriété optional).
– L’exigence d’abandon le_req11 est associé à chacune des mission de ce schéma
social. Elle exprime l’obligation d’achever la mission avant de l’abandonner.
– mRew1 = 〈φ, φ〉
– mRew2 = 〈φ, φ〉
Spéciﬁcation des buts de l’ensemble GleaveswpSch et G
leaves
wpRew
Aucune exigence d’engagement ni d’abandon n’a été déﬁnie pour les buts feuilles.
Ainsi on a :
– wtitle = 〈φ, φ, 30mn〉
– wabs = 〈φ, φ, 1h〉
– wsectitles = 〈φ, φ, 40mn〉
– wcon = 〈φ, φ, 1h〉
– wsecs = 〈φ, φ, 2day〉
– wref = 〈φ, φ, 1day〉
– rewCol = 〈φ, φ, 1day〉
– rewBib = 〈φ, φ, 1day〉
5.5 Spéciﬁcation Normative
Déﬁnition 9 La spéciﬁcation normative (NS) est l’ensemble de normes mettant en
relation des rôles de la SS, des missions de la FS et un opérateur déontique
La NS de la version courante du modèle MOISE résulte des évolutions de la déﬁ-
nition et de la représentation d’une norme des modèlesMOISE+ etMOISEInst.
Quel que soit le modèle, la NS représente la dimension d’une organisation qui met




Déﬁnition 10 Une norme explicite les permissions, obligations et interdictions des
différents rôles d’une spéciﬁcation structurelle vis-à-vis des missions d’une spécifica-
tion fonctionnelle.
Une norme déﬁnit donc les attentes de comportements attachées à un agent jouant
un rôle particulier au sein d’une organisation. Nous avons vu dans le chapitre 4
les représentations respectives d’une norme dans chacun des modèles MOISE+ et
MOISEInst. Celle du modèle MOISE+ consiste en une simple mise en relation des
rôles d’une SS avec des missions d’une FS par un opérateur déontique. Celle de la
versionMOISEInst est plus expressive que celle deMOISE+ car elle permet de pré-
ciser, une condition d’activation de la norme, un contexte d’application de la norme,
une sanction et une récompense associées à la norme, ainsi qu’un délai de validité de
la norme.
La nouvelle version représentée par l’équation 5.19 dérive de la formalisation nor-
mative appelée Normative Organisation Programming Language (NOPL) [78] sur
laquelle s’appuie notre modèle. L’objectif de ce formalisme est de simpliﬁer la repré-
sentation d’une norme telle que proposée dansMOISEInst de telle sorte que, l’expres-
sion d’une récompense ou d’une sanction soit elle même une norme dont l’activation
dépend d’une condition et dont les autres éléments de la norme précisent entre autres
le rôle le l’agent chargé de gérer la récompense ou la sanction, le délai de validité de
la norme de récompense ou de sanction.
∀n ∈ N, n = 〈condition, role, type,mission, ttf〉 (5.19)
– condition : comme son nom l’indique c’est une condition qui déﬁnit l’activation
de la norme c’est-à-dire son changement d’état vers l’état active (Cf. ﬁgure 5.6).
– role : désigne le rôle auquel est associée la norme.
– type : le type de la norme qui correspondant à l’une des opération déontique
suivante : obligation, permission, forbidden.
– mission : élément de la FS représentant la mission sur laquelle porte l’opérateur
déontique.
– ttf : (Time To Fulﬁl) est la durée au delà de laquelle une norme à l’état active
doit passer soit à l’état fulfilled soit à l’état unfulfilled (cf. ﬁgure 5.6 ).
Cycle de vie d’une norme
Le cycle de vie d’une norme n de NS est décrit par la ﬁgure 5.6. D’après la spéci-













d > ttf ∧ ¬achieved(m)
ρ
FIGURE 5.6 – Cycle de vie d’une norme
d’activation noté ρ. Lorsque celle-ci est vériﬁée, la norme passe à l’état actif noté
active. Dans cet état, l’agent ou les agents concernés par cette norme peuvent réaliser
la mission (m) associée. Nous avons également vu que le délai ttf d’une norme, déﬁ-
nit la durée pendant laquelle une norme doit être réalisée plus précisément la mission
associée à la norme. Si la mission est donc réalisée au cours d’une durée d inférieure
ou égale à ttf la norme passe à l’état fulfilled. Dans le cas contraire, la norme passe
à l’état unfulfilled. Ces deux situations sont représentées sur la ﬁgure 5.6 respecti-
vement par les transitions (d ≤ ttf ∧ achieved(m)) et (d > ttf ∧ ¬achieved(m)).
Après l’activation d’une norme, il peut arriver que la condition d’activation (ρ) change
et ne soit plus valide. Dans ce cas, la norme passe à l’état inactive (cf. transition ¬ρ
sur la ﬁgure 5.6).
Ainsi, au cours du cycle de vie d’une norme, trois éléments interviennent dans ses
changements d’états : la condition d’activation, le délai de validité et la réalisation de
la mission associée à la norme.
5.5.2 Exemple
Les normes déﬁnies pour notre exemple write-paper sont présentées dans le ta-
bleau 5.1.
– La première norme de ce tableau permet (cf. relation déontique permission)
à tout agent qui adopte le rôle editor de s’engager à la mission mMan et a un
délai de 5 jours après l’activation de la norme pour sa réalisation.
– Les norme n2 et n3 obligent (cf. relation déontique obligation) tout agent qui
adopte le rôle writer à s’engager aux missions mCol et mBib. Après activation
de n2, les agents qui sont engagés à mCol disposent d’un délai de 2 jours pour
ﬁnir la mission. Après activation de n3, les agents qui sont engagés à mCol ont
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nid condition role type mission TTF
n1 — editor permission mMan 5 days
n2 — writer obligation mCol 2 days
n3 — writer obligation mBib 1 day
n4 fulﬁlled(n2) editor obligation mRew1 1 hour
n5 fulﬁlled(n3) editor obligation mRew2 1 hour
TABLE 5.1 – NS de l’exemple ""write-paper""
1 jours pour ﬁnir de la réaliser.
– La norme n4 (respectivement n5) spéciﬁe que, si la condition n2 (respectivement
n3) est satisfaite, alors l’agent qui joue le rôle editor a l’obligation de réaliser la
missionmRew avec un délai de 1 heure.
5.6 Spéciﬁcation Entrée/Sortie
Déﬁnition 11 Une spéciﬁcation d’entrée / sortie (EES) déﬁnit les éléments permettant
aux agents désireux d’entrer dans une organisation de savoir comment procéder pour
y entrer et comment procéder pour en sortir.
Dans cette dimension, nous nous sommes intéressés à répondre aux questions sui-
vantes :
– Où est ce qu’un agent doit s’adresser lorsqu’il veut entrer ou sortir d’une orga-
nisation multi-agent ouverte ? Plus précisément, avec quelles entités de l’orga-
nisation doit-il interagir ?
– Quelles données sont mises à la disposition des agents pour favoriser leurs
entrées / sorties au sein d’une organisation ? Plus précisément, quels sont
les moyens d’entrer dans une organisation et à quelles responsabilités corres-
pondent ces moyens ?
Pour répondre à ces besoins, nous avons déﬁni les concepts de portail, porte, exi-
gence d’entrée, exigence de sortie qui constituent les principaux éléments de notre
spéciﬁcation de procédure d’entrée / sortie dans une organisation. Ainsi une EES est
composée d’un ensemble de portail (P ) comme suit :
EES = 〈P 〉 (5.20)
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Nous présentons dans les sections qui suivent les spéciﬁcations respectives d’un por-
tail et d’une porte et nous terminerons la présentation de l’EES avec un exemple
récapitulatif (section 5.6.4).
5.6.1 Portail
Déﬁnition 12 Un portail d’une organisation représente un lieu de mise à disposition
et d’accès aux informations et à la gestion des procédures d’entrée et/ou de sortie.
Nous avons déﬁni la notion de portail d’entrée/sortie pour regrouper les fonction-
nalités correspondant aussi bien à la problématique de gestion des entrées qu’à celle
de gestion des sorties. Mais, lors de la déﬁnition d’une EES, il sera possible de préci-
ser si un portail assure la double fonction de gestion des entrées et des sorties, ou s’il
assure juste l’une de ces fonctions (cf. équation 5.21). Ainsi, dans une organisation
on pourra avoir des portails différents pour la gestion d’une part des entrées et d’autre
part des sorties. Une organisation peut avoir un ou plusieurs portails selon ses besoins
ou les choix de son concepteur. Un portail est déﬁni selon l’équation 5.21.
∀p ∈ P, p = 〈Grp, Gap, EntryReqsp, ExitReqsp, typep, hasgatep〉 (5.21)
– Grp : ensemble des groupes associés au portail. Grp ∈ (P(Gr) \ ∅) où Gr est
l’ensemble des groupes de la SS (cf. équation 5.2). Dans MOISE, l’entrée dans
une organisation correspond à une entrée dans un groupe, raison pour laquelle
un portail est toujours associé à au moins un groupe, ce qui implique Grp 6= ∅.
– Gap : ensemble des portes associées au portail p. La notion de porte est présen-
tée en détail dans la section 5.6.2
– EntryReqsp : l’ensemble des exigences d’entrée déﬁnies pour le portail p.
– ExitReqsp : l’ensemble des exigences de sortie déﬁnies pour le portail p.
– typep : la fonction qui associe à chaque groupe appartenant à Grp un type de
l’ensemble {Entry, Exit, EntryExit} tel que le portail p assurera le service
correspondant pour ce groupe.
typep : Grp −→ {Entry, Exit, EntryExit}
– hasgatep : la fonction qui associe à chaque groupe gr de Grp un sous ensemble
de porte(s) de Ga qui seront les moyens d’entrer dans gr par le portail p.
hasgatep : Grp −→ P(Gap)
La représentation graphique des éléments (portail et porte) d’une EES est présentée
par la ﬁgure 5.7.
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Portal Gate
FIGURE 5.7 – Représentation graphique des éléments de l’EES
5.6.2 Porte
Définition 13 Une porte déﬁnit un moyen par lequel un agent peut entrer dans un
groupe via un portail.
Une porte est donc toujours déﬁnie dans un portail et est toujours associée à une
cible notée target qui correspond à un triplet dont le premier élément est toujours
non nul et représente un rôle de la SS, les deux autres éléments qui peuvent être
nuls sont respectivement une mission et un but de la FS. Une porte est donc déﬁnie
essentiellement avec sa cible et une valeur notée dop (duration of publication) qui est
la durée de publication de l’appel à candidature pour la porte. L’équation représentant
une porte est la suivante :
∀ga ∈ Gap, ga = 〈targetga, dopga〉 (5.22)
– targetga est la cible de la porte. La valeur d’une cible peut avoir l’une des
formes suivantes :
– (r, _, _) : la cible est dans ce cas constituée d’un seul élément qui est un rôle
déﬁni dans l’ensemble des rôles non abstraits de la SS (RrRabs).
– (r,m, _) : la cible comprend deux éléments : un rôle non abstrait de la SS et
une mission de la FS. La missionm doit être associée au rôle r par une norme
de la NS.
– (r,m, g) : la cible est dans ce cas constituée de trois éléments : un rôle non
abstrait de la SS, une mission de la FS et un des buts de la mission ce but doit
être un but feuille. De même que pour le cas précédent, la missionm doit être
associée au rôle r par une norme de la NS.
targetga ∈ (RrRabs) X (MFS ∪ {null}) X (G
FS
leaves ∪ {null})
Les éléments des ensemblesMFS etG
FS
leaves sont respectivement les missions de












– dopga est la durée de publication de l’appel à candidatures d’agents pour la
porte. Au cours de la durée dopga, des agents pourront soumettre des candida-
tures pour le besoin représenté par la porte ga.
Remarque : appartenance d’un agent à un groupe
Un agent est membre d’une instance de groupe signiﬁe qu’il a effectué une pro-
cédure d’entrée dans cette instance avec succès. La seule exception à cette règle est
lorsqu’un agent entre dans une instance de groupe qui a un super groupe c’est-à-dire
lorsqu’on a une hiérarchie de groupes avec des groupes qui ont des sous-groupes.
Dans ce cas, lorsqu’un agent est admis dans une instance de sous-groupe, il est
également membre du ou des instances de groupe(s) parent(s) de cette instance de
sous-groupe. Cependant, l’inverse n’est pas vrai. En effet, lorsqu’un agent entre
dans une instance de groupe qui a des instances de sous-groupes, cet agent n’est pas
automatiquement membre de ces instances de sous-groupes. Il n’en sera membre que
s’il y est admis à l’issue de l’exécution d’un processus explicite d’entrée.
Nous reviendrons sur cette notion d’appartenance d’un agent à un groupe dans le
prochain chapitre.
5.6.3 Relations avec les autres dimensions
Les relations entre EES et les autres dimensions d’une spéciﬁcation organisation-
nelle que nous décrivons ci dessous sont représentées sur la ﬁgure 5.1 du méta-modèle
de l’OML MOISE.
Relation EES – SS
La relation entre une EES et une SS est établie d’une part avec les groupes de la SS
pour lesquels les portails gèrent les entrées / sorties des agents et d’autre part avec les
rôles qui peuvent être des portes d’entrée des portails de l’EES.
Relation EES – FS
Une EES est liée à une FS dans la mesure où des missions ou des buts de la FS
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peuvent être déﬁnis comme portes dans la EES. Cependant, pour éviter des conﬂits ou
ambiguïtés pouvant être engendrés par les relations –relations déﬁnies par des normes
de la NS– qui existent entre des rôles de la SS et des missions de la FS, nous avons
déﬁni les contraintes de spéciﬁcation de procédure d’entrée / sortie.
Contraintes de spéciﬁcation de portes
Dans une spéciﬁcation d’entrée / sortie, on peut avoir plusieurs portes, chacune
étant associée à un triplet constitué d’un rôle, d’une éventuelle mission et d’un éven-
tuel but. Compte tenu du fait qu’une mission est composée de but(s) et qu’un rôle peut
être lié à une ou plusieurs missions (cf. ﬁgure 5.1) il est possible d’avoir des doublons
de portes dans l’ES. Aﬁn d’éviter ces situations, nous avons déﬁni trois contraintes
présentées ci-dessous. Ces contraintes doivent être satisfaites pour que la spéciﬁcation
EES soient considérée comme ayant été bien déﬁnies.
Considérons une spéciﬁcation organisationnelle (OS) déﬁnie comme suit :
OS = 〈SS, FS,NS,EES〉 (5.23)
Nous déﬁnissons les fonctions suivantes portant sur les éléments d’une OS.
– roleN(n) : retourne le rôle de la norme n.
– missionN(n) : renvoie la mission associée à la norme n.
– missionR(r) : retourne toutes les missions associées à un rôle r par des normes
n ∈ NS.
missionR : R −→ P(M)
r 7−→ {m ∈ P(M), ∃n ∈ N, roleN(n) = r ∧ missionN(n) = m}
– roleM(m) : retourne tous les rôles associés à une mission m par des normes
n ∈ NS .
roleM : M −→ P(R)
m 7−→ {r ∈ P(R), ∃n ∈ N,missionN(n) = m ∧ roleN(n) = r}
– goalM(m) : retourne l’ensemble des buts d’une mission.
goalM : M −→ P(G)
m 7−→ {g ∈ P(G), g ∈ Gm}
– missionG(g) : retourne toutes les missions attachées un but
missionG : G −→M
g 7−→ {m ∈M, g ∈ mo(m)}
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– groupGap(ga) : retourne le groupe associé à une porte ga d’un portail p.
groupGap : Gap −→ Grp
ga 7−→ gr
1. Lorsque la cible d’une porte ga d’un portail p, associée à un groupe gr est de
la forme (r, _, _), il ne peut y avoir d’autres portes de n’importe quel portail
associées à ce groupe gr dont la cible soit de la forme (r,m, _) ou (r,m, g).
m représente toute mission associée à r par une norme de la NS, et g représente
tout but d’une missionm.
∀ga ∈ Gap, ∃gr ∈ Gr, ∃r ∈ R,
groupGap(ga) = gr ∧ targetga = (r, _, _)
=⇒ ∀m ∈ missionR(r), ∀g ∈ goalM(m), ∀p′, p′′ ∈ P,(




∄ga2 ∈ Gap′′ , groupGap′′(ga2) = gr ∧ targetga2 = (r,m, g)
)
2. Lorsque la cible d’une porte ga d’un portail p, associée à un groupe gr est de
la forme (r,m, _), il ne peut y avoir d’autres portes de n’importe quel portail
associé à ce groupe gr dont la cible soit de la forme (r, _, _) ou (r,m, g). g
représente tout but de la missionm.
∀ga ∈ Gap, ∃gr ∈ Gr, ∃r ∈ R, ∃m ∈MFS,
groupGap(ga) = gr ∧ targetga = (r,m, _) (5.24)
=⇒ ∀g ∈ goalM(m), ∀p′, p′′ ∈ P,(




∄ga2 ∈ Gap′′ , groupGap′′(ga2) = gr ∧ targetga2 6= (r,m, g)
)
3. Lorsque la cible d’une porte ga d’un portail p, associée à un groupe gr est de
la forme (r,m, g), il ne peut y avoir d’autres portes de n’importe quel portail
associées à ce groupe gr dont la cible soit de la forme (r,m, _) ou (r, _, _).
∀ga ∈ Gap, ∃gr ∈ Gr, ∃r ∈ R, ∃m ∈MFS, ∃g ∈ G
FS
leaves, g ∈ mo(m),
groupGap(ga) = gr ∧ targetga = (r,m, g) (5.25)
=⇒ ∀p′, p′′ ∈ P,(




ga2 ∈ Gap′′ , groupGap′(ga2) = gr ∧ targetga2 6= (r, _, _)
)
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Relation EES – NS
La relation entre une EES et une NS est indirecte. En effet, les normes d’une NS
déﬁnissent des liens directs entre une SS et une FS. Dans l’EES, les normes de la NS
permettent d’une part de vériﬁer la cohérence des rôles associés aux différentes cibles
(target) des portes d’entrées déﬁnis dans les portails de l’EES, en particulier lors-
qu’une cible est une mission ou un but. D’autre part, les normes de la NS permettent
aussi de vériﬁer que les contraintes de spéciﬁcation de portes d’entrée ci-dessus pré-
sentées sont respectées.
Enﬁn, les normes de la NS sont aussi utilisées dans la gestion proprement dite des
processus des entrées et des sorties d’agents dont les procédures sont déﬁnies dans
l’EES. Concrètement nous verrons dans le prochain chapitre qu’à l’issue de l’exécu-
tion d’un processus d’entrée, un contrat est établi pour chaque agent admis. Chaque
contrat comprend des clauses qui correspondent à des normes déﬁnies dans la NS.
5.6.4 Exemple
L’ensemble des portails P de la spéciﬁcation d’entrée / sortie de notre exemple est
composée d’un seul portail : EES = 〈P 〉, P = {wpPor}. le portail wpPor est as-
socié au groupe wpgroup et comprend deux portes ga1, ga2. EES est sommairement




FIGURE 5.8 – Éléments de l’EES de l’exemple ""write-paper""
Spécification du portail wpPor et des portes ga1, ga2
– wpPor = 〈GrpwpPor, GawpPor, EntryReqswpPor, ExitReqswpPor,
typewpPor, hasgatewpPor〉
– GrpwpPor = {wpgroup}
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– GawpPor = {ga1, ga2}
– hasgatewpPor(wpgroup) = {ga1, ga2}
– EntryReqswpPor = {en_req1}
en_req1 = 〈EntryReq, hasSkill == MAS,mandatory〉
– ExitReqswpPor = φ
– typewpPor(wpgroup) = EntryExit
– ga1 = 〈targetga1 , 5 day〉, targetga1 = (writer, _, _)
– ga2 = 〈targetga2 , 6 day〉, targetga2 = (editor,mMan, _)
5.7 Synthèse
Nous avons présenté dans ce chapitre, les différentes dimensions de la nouvelle
version du modèle MOISE, en nous focalisant sur les éléments essentiels de cet OML
relatifs à l’ouverture pour la modélisation des organisations. Nous avons ainsi vu le
concept d’exigence et ses types (AdoptRequirement et LeaveRequirement) qui enri-
chissent les spéciﬁcations structurelles et fonctionnelles, ainsi que les concepts de la
nouvelle dimensions d’entrée / sortie à savoir portal, EntryRequirement, ExitRequire-
ment et gate.
L’utilisation de portails (portals) offre divers avantages à une organisation parmi
lesquels :
– La gestion explicite des entrées et des sorties dans une organisation par des
entités dédiées.
– La possibilité de mutualiser la gestion des entrées et des sorties dans différents
groupes d’une organisation en délégant la gestion des entrées et / ou des sortie
dans ces groupes à un même portail.
– La possibilité de distribuer la gestion des entrées et des sorties en ayant
plusieurs portails dans une organisation.
L’utilisation de portes (gates) permet à une organisation d’offrir plusieurs moyens
d’entrer aux agents. Grâce à la richesse des versions précédentes de MOISE, nous
avons désormais trois moyens d’entrer dans une organisation : rôle, mission ou but.
Cette diversité offre une ﬂexibilité de procédures d’entrées très intéressante pour
l’ouverture d’organisations multi-agents. De plus, elle permet de pouvoir expliciter
les attentes d’une organisation vis-à-vis d’agents qui entrent dès le processus d’entrée.
Par exemple, un agent qui entre dans une organisation au moyen d’un but, s’engage
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directement à la réalisation de ce but.
Certains éléments dont hérite l’OML MOISE des versions précédentes n’ont pas
été présentés. Nous invitons les lecteurs intéressés à découvrir toute la richesse des






Nous avons présenté dans le chapitre précédent le langage de modélisation d’or-
ganisation MOISE. Il est utilisé pour déﬁnir les dimensions structurelle, fonction-
nelle, normative et d’entrée / sortie qui constituent la spéciﬁcation organisationnelle
(OS) d’une organisation multi-agent. Une OS contribue à l’ouverture des organisa-
tions dans la mesure où elle représente l’une des données échangées entre une entité
organisationnelle et des agents extérieurs. Ces derniers l’utiliseront pour raisonner sur
l’entité organisationnelle et décider de leur entrée et de leur participation à la réa-
lisation des objectifs collectifs de l’entité organisationnelle. Par ailleurs, les entités
organisationnelles sont également créées et gérées dans une infrastructure de gestion
d’organisations à partir d’une spéciﬁcation organisationnelle.
L’objectif d’une entité organisationnelle étant de gérer la dynamique structurelle
et fonctionnelle d’une organisation, dans ce chapitre nous présentons les principaux
éléments qui participent à cette dynamique. La section 6.1 est donc consacrée à la
présentation des instances de groupes, de schéma sociaux et de portails. Ensuite, (cf.
section 6.1.6) nous présentons la structure d’un contrat, élément qui établit l’entrée
d’un agent dans une entité organisationnelle et qui permet de gérer sa participation
dans l’entité organisationnelle. Nous présentons dans la section 6.2 notre approche de
gestion des entrées / sorties. Nous terminons ce chapitre par la présentation de notre




Dans le chapitre 3, nous avons donné la déﬁnition d’une entité organisationnelle
(OE) comme étant une instance d’organisation constituée d’une spéciﬁcation organi-
sationnelle (OS), d’agents et de tout ce qui contribue à la gestion de la dynamique :
évolution ou changement d’état de l’instance de l’organisation [20, 68].
Une entité organisationnelle est créée dans un système multi-agent (SMA). Ce
dernier est lui même constitué de divers éléments parmi lesquels nous considèrerons
essentiellement l’ensemble des agents (A) et l’ensemble des entités organisationnelles
(Org). Ainsi, nous utiliserons dans nos travaux la représentation simpliﬁée suivante
d’un SMA :
SMA = 〈A, Org〉 (6.1)
Chaque élément deOrg est une entité organisationnelle décrite à un instant t selon
l’équation 6.2. Un agent ag deA deviendramembre d’un élément oe deOrg après son
admission via un processus d’entrée que nous présentons dans la section 6.2.1.
∀oe ∈ Org, oe = 〈OS, IG, IS, IP, Ca, Co, grpType, schType, porType,
isubGrp, igrpIS, ischIG, iporIG, iporCa, caIgrp, igrpCo,
cfacStatus, missionStatus, goalStatus, normStatus 〉t
(6.2)
– OS : spéciﬁcation organisationnelle de l’oe, OS = 〈SS, FS,NS,EES〉.
– IG : ensemble d’identiﬁants des instances de groupes créés au sein de oe.
– IS : ensemble d’identiﬁants des instances de schémas sociaux créés au sein de
oe.
– IP : ensemble d’identiﬁants des instances de portails créés au sein de oe.
– Ca : ensemble d’identiﬁants d’appels à candidatures de l’oe. Nous présentons
la notion d’appel à candidature dans la section 6.1.5.
– Co : ensemble des identiﬁants des contrats d’agents de l’oe. Nous présentons la
notion de contrat dans la section 6.1.6.
– grpType : fonction qui associe un type de groupe noté gr, déﬁni dans l’en-
semble Gr des types de groupes de la spéciﬁcation structurelle (SS) de l’OS, à
une instance de groupe dont l’identiﬁant noté igr est un élément de IG.
grpType : IG −→ Gr
igr 7−→ gr
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FIGURE 6.1 – Composants d’une entité organisationnelle
– schType : fonction qui associe un type de schéma social noté s déﬁni dans
l’ensemble des types de schémas sociaux S de la spéciﬁcation fonctionnelle
(FS) à une instance de schéma social dont l’identiﬁant isch est élément de IS.
schType : IS −→ S
isch 7−→ s
– porType : fonction qui associe un type de portail noté p déﬁni dans l’ensemble
des portails P de la spéciﬁcation d’entrée sortie EES à une instance de portail
dont l’identiﬁant noté ipor est élément de IP .
porType : IP −→ P
ipor 7−→ p
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– isubGrp : fonction qui fournit les instances de sous-groupes d’une instance de
groupe. Une instance de groupe igr′ peut être sous-groupe d’une autre instance
de groupe igr si et seulement si le type de l’instance de igr′ est déﬁni dans
l’ensemble SGgr des types de sous-groupes de gr. Ce dernier étant le type de
igr.
isubGrp : IG −→ P(IG)
igr 7−→
{
igr′, igr′ ∈ IG ∧
(
grpType(igr) = gr,
grpType(igr′) = gr′, gr′ ∈ SGgr
)}
– ischIG : fonction qui fournit les instances de groupes qui sont responsables
d’une instance de schéma social. Une instance de groupe igr est responsable
d’une instance de schéma social isch si et seulement si le type de igr noté gr
appartient à l’ensemble RespGrs des types de groupes pouvant être respon-
sables de s. Ce dernier étant le type de isch.
ischIG : IS −→ P(IG)
isch 7−→
{
igr, igr ∈ IG ∧
(
grpType(igr) = gr,
schType(isch) = s, gr ∈ RespGrs
)}
– igrpIS : fonction qui fournit les instances de schémas sociaux dont est respon-
sable une instance de groupe. Cette fonction est en quelque sorte l’inverse de la
fonction ischIG.
igrpIS : IG −→ P(IS)
igr 7−→
{
isch, isch ∈ IS ∧
(
grpType(igr) = gr,
schType(isch) = s, gr ∈ RespGrs
)}
– iporIG : fonction qui fournit les instances de groupes dont une instance de
portail gère les entrées / sorties. Une instance de portail ipor peut gérer les
entrées / sorties d’une instance de groupe igr si et seulement si le type de igr
noté gr appartient à l’ensemble Grp des types de groupe dont p peut gérer les
entrées / sortie. p est le type de l’instance de portail ipor.
iporIG : IP −→ P(IG)
ipor 7−→
{
igr, igr ∈ IG ∧
(
grpType(igr) = gr,
porType(ipor) = p, gr ∈ Grp
)}
Entité organisationnelle 115
– iporCa : fonction qui fournit les appels à candidatures gérés par une instance
de portail. Un appel à candidature noté ca est toujours créé dans une instance de
portail ipor et pour une porte déﬁnie dans l’ensembleGap des portes associé au
type de portail p. Ce dernier étant le type de portail de ipor.
La porte d’un appel à candidature noté ga est obtenue par la fonction
gateCa(ca) déﬁnie dans la section 6.1.5.
iporCa : IP −→ P(Ca)
ipor 7−→ {ca, ca ∈ Ca ∧
(
gateCa(ca) = ga,
porType(ipor) = p, ga ∈ Gap
)}
– caIgrp : fonction qui fournit l’instance de groupe à laquelle est associé un appel
à candidature. Un appel à candidature ca est associé à une instance de groupe
igr si et seulement si le type du groupe de igr noté gr appartient à l’ensemble
Grp, p étant le type de portail de ipor et si la porte associée à ca appartient au
résultat de la fonction hasgatep(gr). Cette dernière fournit toutes les portes de
p associé au type de groupe gr.
caIgrp : Ca −→ IG
ca 7−→ igr







porType(ipor) = p, grpType(igr) = gr, ga ∈ hasgatep(gr)
)))
– igrpCo : fonction qui fournit les contrats gérés par une instance de groupe. Nous
verrons dans la section 6.1.6 qu’un contrat est toujours créé suite à un processus
d’entrée réussi d’un agent dans une instance de groupe. Ainsi chaque contrat
est associé à une seule instance de groupe et une instance de groupe peut gérer
plusieurs contrats cf. Figure 6.1.
igrpCo : IG −→ P(Co)
igr 7−→ {co, co ∈ Co }
– cfacStatus : fonction qui retourne l’état d’un appel à candidature. Un appel
à candidature peut avoir l’un des deux états suivants : published qui est l’état
attribué lorsque l’appel à candidature est créé et closed qui est l’état attribué
lorsque le délai correspondant à la durée de publication est expiré. Ainsi après
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la création d’un appel à candidature, celui-ci reste à l’état published jusqu’à ce
que la durée de publication soit expirée.
cfacStatus :Ca −→ CfacState
ca 7−→ cfacState
CfacState = {published, closed}
– missionStatus : fonction qui fournit l’état d’une mission d’une instance de
schéma social relative à une clause d’un contrat. Nous verrons dans la sec-
tion 6.1.6 qu’un contrat est composé d’un ensemble de clauses. Chaque clause
d’un contrat précise une mission à laquelle doit s’engager l’agent ainsi que l’ins-
tance de schéma social qui gère la mission. Si l’agent ne s’est pas encore engagé
à une missionm d’une clause de son contrat co dans l’instance isch de schéma
social correspondant, la fonctionmissionStatus retourne l’état uncommitted.
Dans le cas contraire elle retourne l’état committed.
missionStatus : IS XCo XMS −→MissionState
(isch, co,m) 7−→ mState
MissionState = {uncommitted, committed}
– goalStatus : fonction qui retourne l’état d’un but d’une instance de schéma so-
cial. Nous verrons dans la section 6.1.3 qu’une instance de schéma social gère
essentiellement des missions et des buts. La gestion des buts consiste principa-
lement à la coordination des conditions liées à leurs réalisations. Ainsi, lorsque
les conditions nécessaires à la réalisation d’un but ne sont pas remplies, le but
est à l’état waiting, dans le cas contraire il est dans l’état active. Un but passe
de l’état active à achieved lorsqu’il a été réalisé ou à l’état impossible lorsqu’il
est irréalisable.
goalStatus : IS XGS −→ GoalState
(isch, g) 7−→ gState
GoalState = {waitting, actived, achieved, impossible}
– normStatus : fonction qui retourne l’état d’une norme associée à une clause
d’un contrat. Nous verrons dans la section 6.1.6 que chaque clause d’un contrat
est spéciﬁée relativement à une norme n déﬁnie dans l’ensemble N des normes
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de la spéciﬁcation normative. Les valeurs pouvant être retournées par la fonction
normStatus sont celles du cycle de vie d’une norme Cf. Figure 5.6.
normStatus : Co XN −→ NormState
(co, n) 7−→ nState
NormState = {waitting, actived, inactived, fulfilled, unfulfilled}
Nous présentons dans les sections ci-dessous les principales fonctions d’une ins-
tance de groupe, de schéma social et de portail. Ensuite nous présentons les notions
d’appel à candidature et de contrat.
6.1.1 Agents d’une entité organisationnelle
Dans une instance d’entité organisationnelle oe ∈ Org, nous distinguons deux
types d’agents : les agents de domaines et des agents organisationnels.
1. Les agents de domaines sont ceux qui quand ils sont admis dans une OE à l’is-
sus d’un processus d’entrée, vont s’engager aux missions des schémas sociaux
et coopérer à la réalisation des objectifs collectifs de l’entité organisationnelle.
2. Les agents organisationnels OrgAgent, ont des responsabilités complémen-
taires aux fonctionnalités des instances de groupes, schémas sociaux et portails
présentés ci-dessus.
En effet, notre approche de gestion d’organisations ouvertes avec l’OML
MOISE et l’OMI ORA4MAS que nous présentons dans le prochain chapitre,
est basée sur une séparation de la gestions d’actions organisationnelles et des
aspects décisionnels au sein d’une entité organisationnelle. Ainsi, les instances
de portail, de groupe et de schéma social gèrent des actions organisationnelles
et chaque instance est supervisée par un agent organisationnel qui contrôle les
résultats d’exécution des actions organisationnelles par les agents de domaines.
Cette approche a pour avantage de réduire la complexité des codes des agents
dits manager (OrgManager, et agents d’arbitrages) d’une OE et de favoriser la
mise en oeuvre des propriétés d’ouverture notamment les mécanismes d’inter-
opérabilités, de gestion des entrées et intégrations des agents, de gestion de leur
coopération, du contrôle de leurs comportements et des sorties.
Dans une entité organisationnelle, les OrgAgent sont donc chargés de prendre des
décisions liées à la gestion du contrôle des comportements des agents de domaines
relativement aux normes de l’entité organisationnelle.
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6.1.2 Instance de groupe
Chaque instance de groupe d’une entité organisationnelle gère des rôles de sa spé-
ciﬁcation qui sont joués par des agents. En effet, une instance de groupe est créée à par-
tir d’un type de groupe déﬁni dans la spéciﬁcation structurelle. D’après l’équation 5.5,
un type de groupe comprend entre autre un ensemble de rôles. Ces derniers peuvent
être adoptés par des agents. Ainsi, l’entrée d’un agent dans une instance de groupe
se fait par l’adoption d’un rôle. Les adoptions de rôles d’une instance de groupe sont
gérées par l’instance de portail qui gère les entrées des agents dans cette instance de
groupe. Nous présentons le processus d’entrée dans la section 6.2.1. Lorsqu’un agent
entre dans une instance de groupe, un contrat pour cet agent est créé et enregistré dans
cette instance de groupe. Chaque agent d’une instance de groupe a un seul contrat au
sein de cette instance. Ce contrat comporte toutes les clauses relatives à chaque rôle
adopté dans l’instance de groupe.
Une instance de groupe peut également avoir des instances de sous-groupes (Cf.
fonction isubGrp déﬁnie dans l’équation 6.2 présentée ci-dessus). Une instance de
groupe qui a des instances de sous-groupes gère la vériﬁcation des cardinalités d’ins-
tances de sous-groupes spéciﬁées par la fonction nggr de l’équation 5.5.
Par ailleurs, dans une entité organisationnelle, une instance de groupe est géné-
ralement responsable d’une ou plusieurs instances de schémas-sociaux (Cf. fonction
igrpIS déﬁnie dans l’équation 6.2 et Figure 6.1). Les clauses des contrats des agents
d’une instance de groupe sont relatives aux missions gérées dans les instances de
schémas-sociaux dont est responsable l’instance de groupe.
La gestion des agents jouant des rôles dans une instance de groupe se fait donc
au moyen des clauses de leur contrat respectif, des cardinalités des rôles et des
contraintes de compatibilité intra et inter groupes ainsi que les liens intra et inter
groupes entre rôles qui sont déﬁnis dans sa spéciﬁcation (Cf. Équation 5.5) et qui
régissent la structure de l’instance de groupe. Rappelons que les contraintes de com-
patibilité et les liens intra-groupes ont une portée qui inclue l’instance de groupe à
ses instances de sous-groupes (Cf. section 5.3.3). Cette gestion intègre également la
gestion des abandons de rôles et donc des exigences d’abandons associées aux rôles
Cf. 5.3. Nous reviendrons sur cette gestion dans la section 6.2.2.
En résumé, étant donnée une instance de groupe d’une entité organisationnelle, on
détermine :
– Son type à partir de la fonction grpType de l’équation 6.2 et donc la spéciﬁca-
tion du groupe déﬁnie dans la SS de l’entité organisationnelle.
– Ses instances de sous-groupes à partir de la fonction subGrp.
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– Les instances de schémas sociaux dont elle est responsable à partir de la fonction
igrpIS.
– Les agents de l’instance de groupe à partir des contrats obtenus par la fonction
igrpCo.
Appartenance d’un agent à un groupe
Un agent est membre d’une instance de groupe signiﬁe qu’il a réussi la procédure
d’entrée dans cette instance et donc qu’il a un contrat enregistré dans cette instance de
groupe. La seule exception à cette règle est lorsqu’un agent entre dans une instance
de groupe qui est sous-groupe d’une autre instance de groupe. Dans ce cas, lorsqu’un
agent est admis dans une instance de sous-groupe, il est également membre du ou des
instances de groupe(s) parent(s) de cette instance de sous-groupe. Cependant, l’in-
verse n’est pas vrai. En effet, lorsqu’un agent entre dans une instance de groupe qui
a des instances de sous-groupes, cet agent n’est pas automatiquement membre de ces
instances de sous-groupes. Il n’en sera membre que s’il y est admis à l’issue de l’exé-
cution d’un processus explicite d’entrée.
La formalisation de cette notion d’appartenance d’un agent à une instance de
groupe est représentée par la fonction ismember(ag, igr) présentée ci-dessous.
Nous verrons dans la section 6.16 qu’un contrat noté co est composé de deux prin-
cipales parties, une entête et un ensemble de clauses. Parmi les éléments de l’entête
d’un contrat on a l’identiﬁant de l’agent noté ag. Ainsi, la notation co.ag utilisée ci-
dessous permet d’obtenir l’identiﬁant de l’agent auquel correspond un contrat.
∀ag ∈ A, ∀igr ∈ IG,
ismember(ag, igr) ⇐⇒
(




∃igr′ ∈ isubGrp(igr), ∃co′ ∈ Co,




1. Aﬁn de simpliﬁer le calcul de l’appartenance d’un agent membre de igr′, ins-
tance de groupe, aux instances de groupes englobants de igr′, nous avons choisi
de créer un contrat pour cet agent dans chacune de ces instances de groupe.
Dans de tels contrats, seules les informations relatives à l’entête de contrat sont
renseignées. En effet, l’agent étant implicitement membre du groupe parent, il
n’y a donc pas lieu de mettre une clause. Ainsi selon la déﬁnition 6.16 d’un
contrat présentée dans la section 6.1.6, la fonction ismember(ag, igr′) est déﬁ-
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nie comme suit :
∀ag ∈ A, ∀igr, igr′ ∈ IG, igr′ ∈ isubGrp(igr)
ismember(ag, igr′) ⇐⇒ ∃co ∈ Co, co.ag = ag ∧ co ∈ coGrp(igr′)
∧
(
∃co′ ∈ Co, co′.ag = ag ∧ co′ ∈ coGrp(igr),
∧ co′.ContractantClauses = φ
∧ co′.ContracteeClauses = φ
)
(6.4)
2. Les ensembles co′.ContractantClauses et co′.ContracteeClauses sont vides
à l’instant t où le contrat co′ est créé. Ils pourront être différents de l’ensemble
vide plus tard à un instant t′ > t si l’agent ag adopte des rôles, missions et
buts dans une instance igr qui gère co′. Ces adoptions donneront alors lieu à la
création de clauses qui seront enregistrés dans co′.ContractantClauses et/ou
co′.ContracteeClauses.
Exemple : Considérons la ﬁgure 6.2 qui représente trois instances de groupes
group0, group1, group2, ainsi que deux instances de portails portal1, portal2. Les
instances group1, group2 sont des instances de sous-groupes de group0. On suppose
que (1) portal1 gère les entrées et les sorties de group2 pour les portes gate6, gate7.
(2) portal2 gère les entrées et les sorties de group0 pour les portes gate1, gate2. (3)
portal2 gère également les entrées et les sorties de group1 pour les portes gate3, gate4.
Pour les processus d’entrée, à chaque porte correspond un appel à candidature qui
n’est pas représenté sur la ﬁgure.
– L’agent1 est membre de group0 suite à réussite de la procédure d’entrée auprès
de portal2 pour la porte gate1. Cependant il n’est ni membre de group1 ni
membre de group2.
– L’agent2 est membre de group1 suite à la réussite de la procédure d’entrée
auprès de portal2 pour la porte gate4. Puisque group1 est un sous-groupe de
group0, il est aussi membre de group0 mais il n’est pas membre de group2.
– L’agent3 est membre de group0 suite à la réussite de la procédure d’entrée
auprès de portal2 pour la porte gate2. Il est également membre de group2 suite
à la réussite de la procédure d’entrée auprès de portal1 pour la porte gate26. Il
n’est pas membre de group1.
Remarque : Lorsque deux instances de groupes gr1 et gr2 ne sont pas liées par une














relation découlant de la fonction hasgatep(gr)
relation découlant de l'ensemble Grp
relation ismember(ag, igr)
relation qui montre la porte via laquelle on a ismember(ag, igr)
FIGURE 6.2 – illustration des cas d’entrées valides dans des groupes
entité organisationnelle est fonction des procédures de gestion des entrées de chaque
instance groupe et donc des instances de portails qui leurs sont associées. Ainsi, en
considérant l’exemple de la ﬁgure 6.2 l’agent3 pour être membre de group1 doit réus-
sir une procédure d’entrée auprès de portal2 pour l’une des portes de group1. De
même, si l’agent1 qui est déjà dans group0 veut entrer dans group1, qui est associée
à la même instance de portail portal2 que group0, alors il doit réussir une procédure
d’entrée auprès de portal2 pour l’une des portes de group1.
6.1.3 Instance de schéma social
Une instance de schéma social d’une entité organisationnelle représente le cadre
d’exécution de missions et de buts qui sont déﬁnies dans sa spéciﬁcation. En effet,
de la même façon qu’une instance de groupe est créée à partir d’une spéciﬁcation de
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groupe déﬁnie dans la spéciﬁcation structurelle, une instance de schéma social est éga-
lement créée à partir d’une spéciﬁcation de schéma social déﬁnie dans la spéciﬁcation
fonctionnelle. Les missions gérées par une instance de schéma social sont composées
de buts que doivent réaliser les agents. Pour participer à la réalisation des buts associés
aux missions d’une instance de schéma social, les agents doivent d’abord s’engager
aux missions concernées. Pour qu’un agent puisse s’engager à une mission d’une ins-
tance de schéma social, il doit être membre d’au moins une des instances des groupes
responsables de l’instance de schéma social. Les missions auxquels peuvent s’engager
un agent sont celles qui sont associées aux clauses de son (ses) contrat(s).
La gestion des missions par une instance de schéma social consiste d’une part
à assurer le respect des contraintes de cardinalité déﬁnies sur les missions dans la
spéciﬁcation du schéma social (Cf.Équation 5.10). D’autre part, à maintenir l’état de
chaque mission relativement à chaque clause de contrat concernée par cette mission.
L’état des missions est accessible par la fonction missionStatus présentée ci-dessus
(Cf. Équation 6.2).
En outre, un agent qui s’est engagé à une mission peut l’abandonner par la suite. Ce
qui entraîne la gestion des exigences d’abandons associées cette mission ainsi qu’aux
buts concernées. Cf. Équation 5.17 et 5.18. Nous reviendrons sur la gestion des exi-
gences d’abandons dans la section 6.2.2.
Quant à la gestion des buts, comme nous l’avons dit ci-dessus dans le paragraphe
présentant la fonction goalStatus, elle consiste en la coordination des coopérations
des agents en vu de la réalisation du but racine du schéma social. C’est cette gestion
qui permet la mise à jour de l’état des normes relatives aux clauses des contrats. L’état
des différentes normes est obtenu par la fonction normStatus de l’équation 6.2).
6.1.4 Instance de portail
Une instance de portail d’une entité organisationnelle gère soit des entrées, soit
des sorties soit des entrées et des sorties d’agents pour une ou plusieurs instance(s) de
groupe(s). Les instances de groupes pour lesquelles une instance de portail gère des
fonctions d’entrée / sortie est obtenue par la fonction iporIG de l’équation 6.2. Le
type de fonction (entrée, sortie, entrée/sortie) que gère une instance de portail pour
une instance de groupe est déterminée par la spécification du portail et le type de
l’instance de groupe.
En effet, de la même façon qu’une instance de groupe ou une instance de schéma
social est créée à partir d’une spécification, une instance de portail est également créée
à partir d’une spécification de portail définie dans l’EES. D’après l’équation 5.21, la
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fonction typep(gr) permet de déﬁnir le type de fonction que devra gérer le portail p
pour un type de groupe gr. Ainsi, pour une instance de groupe igr, on détermine son
type avec la fonction igrType de l’équation 6.2, l’instance ou les instances de portails
qui gèrent ses fonctions d’entrée / sortie par la fonction iporIG de l’équation 6.2. Pour
chaque instance de portail ipor de type iporType(ipor) = p on détermine la fonction
gérée par la la fonction typep(gr) de la spéciﬁcation de l’instance de portail.
La gestion des entrées d’agents pour une instance de groupe, consiste en la ges-
tion d’un sous-ensemble d’appels à candidatures. L’ensemble des appels à candidature
gérées par une instance de portail s’obtient par la fonction iporCa(ipor). L’état des
différents appels à candidatures gérés par une instance de portail est obtenu par la
fonctionmissionStatus présentée ci dessus (Cf. équation 6.2).
Quant à la gestion des sorties, elle consiste en la gestion de processus de sortie
que nous présentons dans la section 6.2.2.
Nous détaillons la notion d’appel à candidature dans la section suivante.
6.1.5 Appels à candidatures d’agents
Nous avons déﬁni la notion d’appel à candidature d’agents (CFAC : Call For
Agent’s Candidatures) pour représenter de façon explicite, l’expression de chaque be-
soin précis que représente une porte déﬁnie dans un portail et qui s’adresse à des
agents. En effet, un CFAC fournit toutes les informations qui permettent de gérer un
processus d’entrée dans une instance de groupe. Un CFAC est créé pour une seule
porte ga et est géré dans une seule instance de portail ipor.
Ainsi, les éléments d’un appel à candidature sont présentés par l’équation 6.5.
∀ca ∈ Ca,
ca = 〈 gaca, igrca, EntryReqsca, AdoptReqsca, nMinca, nMaxca, timeoutca〉
(6.5)
– gaca : identiﬁant de la porte à laquelle correspond l’appel à candidature, ga ∈
Gap, p = porType(ipor). ipor est l’instance de portail qui gère l’appel à can-
didature ca.
– igrca : est identiﬁant de l’instance de groupe associée à l’appel à candidature.
Sa valeur est fournie par la fonction caIgrp de l’équation 6.2.
– EntryReqsca : ensemble des exigences d’entrée associées à l’instance de por-
tail ipor. EntryReqca = EntryReqp, où p = iporType(ipor).
Entité organisationnelle 124
– AdoptReqsca : ensemble de toutes les exigences d’adoption associées à gaca.
Nous verrons dans le paragraphe suivant comment sont calculés les éléments de
cet ensemble.
– nMinca : nombre minimum d’agent(s) qui pourront être admis pour cet appel
à candidature. Si après l’analyse des candidatures, le nombre d’agent(s) retenu
est inférieur à nMinca, l’appel à candidatures d’agents peut être relancé pour
pouvoir admettre d’autres agents.
– nMaxca : nombre maximum d’agent(s) admissible(s) pour cet appel à candida-
ture.
– timeoutca : date de ﬁn de validité de l’appel à candidature.
Calcul des exigences d’adoption d’un CFAC et des valeurs nMinca et nMaxca
Nous avons vu dans le chapitre précédent que dans une OS, on peut déﬁnir des
exigences d’adoption (AdoptReq) pour des rôles, des missions, et des buts.
D’après l’équation 5.22, une porte ga est toujours associée à une cible targetga qui
est un triplet composé d’un rôle, d’une mission et d’un but. Ainsi, le calcul des exi-
gences d’adoption d’un appel à candidature consiste en l’union des exigences d’adop-
tion des éléments que comprend la cible de la porte gaicfac.
AdoptReqs(ca) = adoptReq(targetgaca) (6.6)
Nous présentons ci-dessous l’expression de la fonction adoptReq selon que la
cible targetgaca est composée seulement d’un rôle, d’un rôle et d’une mission ou d’un
rôle, d’une mission et d’un but.
L’expression de adoptReq pour chaque forme de la cible sera suivie de celles
de nMinca et nMaxca car ces expressions dépendent également des éléments qui
composent la porte de l’appel à candidature.
Nous rappelons que les valeurs minr et maxr utilisées ci-dessous sont déﬁnies
dans la spéciﬁcation du rôle r associé à la cible de l’appel à candidature. Ces va-
leurs correspondent respectivement à la cardinalité minimale et maximale du rôle r.
De même, les valeurs minm, maxm, ming et maxg également utilisées ci-dessous
sont respectivement déﬁnies dans la spéciﬁcation de la mission m et du but g asso-
cié à la cible de l’appel à candidature. Ces valeurs correspondent respectivement à la
cardinalité minimale et maximale de la missionm et du but g.
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1. targetgaca = (r, _, _)
adoptReq(targetgaca) = AdoptReqr (6.7)
nMinca = minr (6.8)
nMaxca = maxr (6.9)
2. targetgaca = (r,m, _)
adoptReq(targetgaca) = AdoptReqr ∪ AdoptReqm (6.10)
nMinca = min(minr,minm) (6.11)
nMaxca = min(maxr,maxm) (6.12)
3. targetgaca = (r,m, g)
adoptReq(targetgaca) = AdoptReqr ∪ AdoptReqm ∪ AdoptReqg (6.13)
nMinca = min(minr,minm,ming) (6.14)
nMaxca = min(maxr,maxm,ming) (6.15)
Remarque : Considérons à nouveau l’exemple de la ﬁgure 6.2.
– Si l’agent3 fait une démarche d’entrée dans group1 auprès de portal2, il doit
satisfaire les exigences d’entrée et d’adoption relatives à la procédure d’entrée.
– Si agent1 qui est déjà dans group0 fait une démarche d’entrée dans group1
auprès de portal2, le processus d’entrée ne vériﬁera plus les exigences d’entée
de portal2 puisque celles-ci ont été vériﬁées lors de son entrée dans group0.
Seules les exigences d’adoption seront vériﬁées.
Exemples : la spéciﬁcation d’entrée / sortie de l’OS de l’exemple writePaper pré-
senté dans le chapitre précédant était constituée d’un seul portail wpPor déﬁnie
comme suit :
– wpPor = 〈GrpwpPor, GawpPor, EntryReqswpPor, ExitReqswpPor,
typewpPor, hasgatewpPor, 〉
– GrpwpPor = {wpgroup}
– GawpPor = {ga1, ga2}
– hasgatewpPor(wpgroup) = {ga1, ga2}
– EntryReqswpPor = {en_req1}
en_req1 = 〈EntryReq, hasSkill == MAS,mandatory〉
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– ExitReqswpPor = φ
– typewpPor(wpgroup) = EntryExit
– ga1 = 〈targetga1 , 5 day〉, targetga1 = (writer, _, _)
– ga2 = 〈targetga2 , 6 day〉, targetga2 = (editor,mMan, _)
Les identiﬁants ga1, ga2 sont ceux des portes d’entrée dans le groupe wpgroup. La
spéciﬁcation du rôle writer présentée dans la section 5.3.4 est celle de la mission
mMan présentée dans la section 5.4.4 sont reprises ci-dessous aﬁn de faciliter la
compréhension des appels à candidatures cfac1 et cfac2 correspondants à ga1 et ga2
présentés ci-dessous.
– writer = 〈AdoptReqwriter, φ〉
– AdoptReqwriter = {ad_req01, ad_req02}
– ad_req01 = 〈AdoptReq,DomainSkill == MAS_organisation,
mandatory〉
– ad_req02 = 〈AdoptReq, LanguageSkill == English,mandatory〉
– editor = 〈AdoptReqeditor, φ〉
– AdoptReqeditor = AdoptReqwriter = {ad_req01, ad_req02}
– mMan = 〈AdoptReqmMan, LeaveReqmMan〉
– AdoptReqmMan = {ad_req03}
– LeaveReqmMan = {le_req11}
– ad_req03 = 〈AdoptReq, hasCapability == Management, optional〉
– le_req11 = 〈AdoptReq, hasF inishedAllGoal == _,mandatory〉
On note wpigrp1 une instance de groupe de wpgroup et wpipor1 une instance
de portail de wpPor. On suppose que cfac1 et cfac2 sont gérés par wpipor1 pour
wpigrp1.
1. cfac1 = 〈ga1, iwpgrp1, AdoptReqscfac1 , EntryReqscfac1 , 1, 5, 4day〉
EntryReqscfac1 = {en_req1}
AdoptReqscfac1 = AdoptReqwriter = {ad_req01, ad_req02}
2. cfac2 = 〈ga2, iwpgrp1, EntryReqcfac2 , AdoptReqscfac2 , 1, 5, 6day〉
EntryReqcfac2 = {en_req1}
AdoptReqscfac2 = AdoptReqeditor ∪ AdoptReqmMan
= {ad_req01, ad_req02, ad_req03}
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6.1.6 Contrat
Dans une entité organisationnelle oe, un contrat est créé par une instance de portail
à l’issu de la réussite du processus d’entrée d’un agent ag.
Nous avons déﬁni un modèle de contrat composé de deux principaux composants :
une entête et un ensemble de clauses. Ainsi
∀co ∈ Co, co = 〈Header, ContractantClauses, ContracteeClauses〉 (6.16)
Entête de contrat
L’entête d’un contrat, notée Header fournit les informations générales relatives à
l’enregistrement de l’entrée d’un agent dans une instance de groupe : identiﬁant des
parties signataires du contrat, date d’entrée, etc.
Header = 〈ag, igr, orgAgent, entranceDate, exitDate〉
– ag : identiﬁant de l’agent à qui correspond le contrat.
– igr : identiﬁant de l’instance de groupe dans laquelle sera géré le contrat.
– orgAgent : identiﬁant de l’agent organisationnel ayant validé la création du
contrat.
– entranceDate : date à laquelle le contrat est créé.
– exitDate : date de sortie de l’agent de igr.
Après avoir décrit les éléments de l’entête d’un contrat, nous allons voir la des-
cription d’une clause.
Clauses d’un contrat
Les ensembles ContractantClauses et ContracteeClauses d’un contrat contiennent
respectivement la liste de toutes les clauses qui représentent les engagements d’un
agent vis-à-vis de l’instance de groupe de l’oe dans laquelle sera enregistré son contrat
et la liste de toutes les engagements de l’entité organisationnelle oe vis-à-vis de
l’agent. Chaque clause correspond à une norme déﬁnie dans la spéciﬁcation normative
(NS) de l’OS.
La représentation et la description des éléments d’une clause sont présentées ci-
dessous.
∀cl ∈ ContractantClauses ∪ ContracteeClauses,
cl = 〈rcl, ncl,mcl, ischcl, Goalscl, datecl, orgAgentcl〉 (6.17)
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– rcl : identiﬁant du rôle de la cible de l’appel à candidature ca suite auquel la
clause de contrat est créée : rcl = rca.
– ncl : identiﬁant de la norme qui régit la clause. Cet identiﬁant est une va-
leur de l’ensemble N (Cf. équation 5.19) des normes déﬁnies dans la spéci-
ﬁcation normative et l’identiﬁant du rôle associé à ncl doit être égale à rcl :
ncl ∈ N, roleN(ncl) = rcl.
– mcl : identiﬁant de la mission sur laquelle porte la clause. La valeur de mcl est
celle associée à la norme ncl,mcl = missionN(ncl).
– ischcl : identiﬁant de l’instance de schéma social dans laquelle est déﬁnie et
gérée la mission de la clausemcl.
– Goalscl : ensemble de tous les buts sur lesquels porte la clause,
∀g ∈ Goalscl, g ∈ mos(mcl). La fonctionmos : est déﬁnie dans l’équation 5.10
elle fournit l’ensemble des buts d’une mission déﬁnie dans un schéma social s.
La valeur de s ici est obtenue par la fonction schType(ischcl) (Cf. équation 6.2).
– datecl : date à laquelle la clause est établie.
– orgAgentcl : identiﬁant de l’agent organisationnel qui a validé la clause.
Remarques
1. De façon générale, les clauses d’un contrat sont créées selon la forme de la cible
targetga de la porte gaca correspondante à l’appel à candidature ca. Ainsi, selon
les trois formes de la cible d’une porte déﬁnie dans la section 5.6.2, on a les
deux cas suivants :
– targetga = (r, _, _) : l’ensemble ContractantClauses est constitué
d’autant de clause(s) que de norme(s) ni dans lesquelles le rôle r
est associé à la mission de ni par un type (Cf. représentation d’une
norme : Équation 5.19). La valeur de type appartient à l’ensemble
{obligation, permission, forbidden}.
L’ensemble ContracteeClauses est constitué d’autant de clause(s) que de
norme(s) nj auxquels le rôle r est associé à la condition de nj .
L’exemple de contrat présenté ci-dessous illustre cette remarque.
– targetga = (r,m, _) ou targetga = (r,m, g) : Dans l’ensemble
ContractantClauses, on a une clause correspondante à la norme ni dans
laquelle le rôle r qui est associé à la mission m par un type dont la valeur
appartient à l’ensemble {obligation, permission, forbidden}.
Dans l’ensemble ContracteeClauses on a autant de clause(s) que de
norme(s) nj auxquels le rôle r est associé à la condition de nj .
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2. Les arguments date et orgAgent d’une clause sont utiles particulièrement
lorsque de nouvelles clauses sont ajoutées à un contrat déjà existant. En effet,
l’entête d’un contrat comprend déjà une date et l’identiﬁant d’un OrgAgent.
Ceux-ci correspondent respectivement à la date de la création d’un contrat, et à
l’identiﬁant de l’agent organisationnel ayant validé la création du contrat.
Par ailleurs, nous considérons qu’au cours du cycle de vie d’un agent dans une
entité organisationnelle, celui-ci peut adopter d’autres rôles et donc s’engager
à d’autres missions et buts. Ces nouveaux engagements pourront être enregis-
trés dans son contrat. Raison pour laquelle, nous avons associé à chaque clause
une date qui identiﬁe la date de création ou d’enregistrement de la clause et
l’identiﬁant de l’OrgAgent ayant validé la clause.
Exemple de contrat
On considère dans l’exemple de contrat contract1 ci-dessous qu’un agent ayant
pour identiﬁant agent1 a été admis dans l’instance de groupe wpigrp1 pour l’appel
à candidature cfac1 qui concerne le rôle writer. On suppose que wpigrp1 est res-
ponsable des instances de schémas sociaux ayant pour identiﬁant respectif wpisch1 et
wprewisch1 dans laquelle sont gérés les missions des différentes clauses de ce contrat.
Les 4 clauses du contrat correspondantes aux normes n2, n3, n4 et n5 (Cf. Tableau 5.1)
de la cible targetcfac1 = (writer, _, _).
co1 = 〈Header, ContractantClauses, ContracteeClauses〉
Header = 〈agent1, wpigrp1, OrgAgent5, 05/05/2011, dd/mm/yyyy〉
ClausesContractant = {cl1, cl2}
cl1 = 〈writer, n2,mCol, wpisch1, Goalscl1 , 05/05/2011, OrgAgent5〉
Goalscl1 = {wsecs}
cl2 = 〈writer, n3,mBib, wpisch1, Goalscl2 , 05/05/2011, OrgAgent5〉
Goalscl2 = {wref}
ClausesContractee = {cl3, cl4}
cl3 = 〈writer, n4,mRew1, wprewisch1, Goalscl3 , 05/05/2011, OrgAgent5〉
Goalscl3 = {rewCol}
cl4 = 〈writer, n5,mRew2, wprewisch1, Goalscl4 , 05/05/2011, OrgAgent5〉
Goalscl4 = {rewBib}
Les clauses cl1 et cl2 déﬁnissent les engagements de l’agent1 vis-à-vis de l’orga-
nisation relativement à son rôle writer. Ces engagements concernent les normes n2 et
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n3. Les missionsmCol etmBib sont gérées par l’instance de schéma social wpisch1.
L’agent1 aura donc l’obligation de réaliser le but wsecs de la mission mCol ainsi
que le but wref de la missionmBib.
Les clauses cl3 et cl4 déﬁnissent les engagements de l’organisation vis-à-vis de
l’agent1 relativement à son rôle writer. Ces engagements concernent les normes n4
et n5. Les missionsmRew1,mRew2 respectives de ces normes sont gérées par l’ins-
tance de schéma social wprewisch1. Selon la norme n3 un agent jouant le rôle editor
aura l’obligation de récompenser l’agent1 en réalisant le but rewCol de la mission
mRew si la condition fulfilled(n2) de cette norme (n4) est vériﬁée. De même, si
la condition fulfilled(n3) de la norme n5 est vériﬁée un agent jouant le rôle editor
aura l’obligation de récompenser l’agent1 en réalisant le but rewBib de la mission
mRew2.
6.2 Gestion des entrées / sorties
Nous avons présenté dans la section ci-dessus les principaux composants d’une
entité organisationnelle. Dans cette section, nous allons voir comment se déroulent les
processus d’entrée / sortie qui permettent aux agents respectivement d’entrer dans une
organisation et d’en sortir.
6.2.1 Gestion des entrées et adoptions
Un processus d’entrée d’agents dans une entité organisationnelle regroupe toutes
les étapes que doivent suivre des agents lors d’une démarche d’entrée dans cette OE.
Notre proposition de processus d’entrée comprend deux principales phases : une phase
de candidature et une phase de contractualisation.
– La phase de candidature gère la création des appels à candidatures, les dépôts
de candidatures d’agents, l’examen de(s) candidature(s) et la publication des
agents pré-admis.
– Pendant la phase de contractualisation, les contrats des agents admis sont créés
et enregistrés dans l’instance de groupe concernée par le processus d’entrée.
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Pour la présentation de ces différentes phases dans les sections ci-dessous, nous
considérerons que nous avons une entité organisationnelle décrite comme suit.
wpoe1 = 〈OS, IG, IS, IP, Ca, Co, grpType, schType, porType,
isubGrp, igrpIS, ischIG, iporIG, iporCa, caIgrp, igrpCo,
cfacStatus, missionStatus, goalStatus, normStatus 〉t (6.18)
– OS = writePaper : la spéciﬁcation organisationnelle de wpoe1 est celle de
l’exemple write-paper dont nous avons présenté les éléments SS, FS, NS, EES
dans le chapitre précédent.
– IG = {wpigrp1} : l’entité organisationnelle wpoe1 a une seule instance de
groupe wpigrp_1 et conformément à sa spéciﬁcation, wpigrp_1 n’a pas d’ins-
tance de sous-groupe. Elle est responsable d’une seule instance de schéma social
notée wpisch1
– grpType(iwpgrp) = wpgroup.
– isubGrp(wpigrp1) = φ.
– igrpIS(wpigrp1) = {wpisch1}
– IS = {wpisch1} : schType(wpisch1) = wpSch. Une seule instance de groupe
est responsable de wpisch1 (ischIG(wpisch1) = {wpigrp1}).
– Ca = {cfac1, cfac2} : l’ensemble des appels à candidatures de wpoe1. L’ins-
tance de groupe associé à chacun de ces appels à candidature est wpigrp1.
– caIgrp(cfac1) = wpigrp1
– caIgrp(cfac2) = wpigrp1
– IP = {wpipor1} : porType(wpipor1) = wpPor. L’instance de portailwpipor1
est associée à l’instance de groupewpigrp1 et gère pour cette instance de groupe
les deux appels à candidature de l’ensemble Ca.
– iporIG(wpipor1) = {wpigrp1}
– iporCa(wpipor1) = {cfac1, cfac2}
6.2.1.1 Candidatures
Dans une entité organisationnelle, les processus d’entrées sont gérés par les ins-
tances de portail. Un processus d’entrée concerne une porte qui est associée à une ins-
tance de groupe. La première phase d’un processus d’entrée comporte quatre étapes
que nous détaillons dans les paragraphes ci-dessous.
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Création des appels à candidatures
L’initialisation d’un processus d’entrée commence par la création d’un ensemble
d’appels à candidatures. Nous avons présenté dans la section 6.1.5 les différents élé-
ments d’un appel à candidature.
Une instance de portail qui est associée à une instance de groupe pour laquelle elle
gère les entrées d’agents créée un appel à candidature pour chaque porte associée à
cette instance de groupe.
Exemple : comme exemple on considèrera les appels à candidatures cfac1 et
cfac2 de l’exemple write-paper présentés dans la section 6.1.5.
Remarque : Dans une entité organisationnelle oe, les appels à candidatures ont
deux fonctions :
1. D’une part, ils permettent de gérer les entrées d’agents dans une instance de
groupe. En d’autres termes, tout agent ag qui n’est pas encore membre d’une
instance de groupe igr ∈ IG –ag peut être membre d’une autre instance de
groupe igr′ 6= igr– et qui voudrait l’être devra répondre à un appel à candidature
associé à l’instance de groupe pour pouvoir être admis.
2. D’autre part, il servent à gérer les adoptions de rôles d’une instance de groupe
pour des agents déjà membres de celle-ci. En d’autres termes, un agent ag qui
est déjà membre d’une instance de groupe igr –c’est-à-dire que ag joue au
moins un rôle dans igr– peut répondre à des appels à candidatures concernant
d’autres rôles de cette instance de groupe.
La distinction entre un agent qui répond à un appel à candidature ca et qui est déjà
membre de l’instance de groupe igr associée à ca se fait à travers les données d’une
candidature présentée dans le paragraphe ci-dessous.
Dépôts de candidatures d’agents
Les agents expriment leur volonté d’entrer dans une entité organisationnelle et plus
précisément dans une instance de groupe igr en soumettant une candidature pour un
appel à candidature ca publié auprès d’une instance de portail ipor (∈ iporCa(ipor)).
Toute candidature d’agent correspond donc à un appel à candidature existant dans une
instance de portail. L’enregistrement d’une candidature se fait auprès de l’instance de
portail qui gère l’appel à candidature. La représentation d’une candidature est donnée
par l’équation 6.19.
cand = 〈agentcand, cacand, ERV aluescand, ARV aluescand〉 (6.19)
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– agentcand : identiﬁant de l’agent candidat.
– cacand : identiﬁant de l’appel à candidature correspondant à la candidature.
– ERV aluescand : liste de paires (erId, erV alue) où erId est l’identiﬁant d’une
exigence d’entrée et erV alue est la valeur fournie par l’agent candidat pour
erId.
– ARV aluescand : liste de paires (arId, arV alue) où arId est l’identiﬁant d’une
exigence d’adoption et arV alue est la valeur fournie par l’agent pour arId.
Exemples :
1. cand1 = 〈agent1, cfac1, ERV aluescand1 , ARV aluescand1〉
– ERV aluescand1 = {(en_req1 : hasSkill ;MAS)}
– ARV aluescand1 = {(ad_req01 : DomainSkill ;MAS_organisation),
(ad_req02, LanguageSkill ; English)}
2. cand2 = 〈agent2, cfac1, ERV aluescand2 , ARV aluescand2〉
– ERV aluescand2 = {(en_req1 : hasSkill ;MAS)}
– ARV aluescand2 = {(ad_req01 : DomainSkill ;MAS_organisation),
(ad_req02 : LanguageSkill ; French)}
3. cand3 = 〈agent3, cfac1, ERV aluescand3 , ARV aluescand3〉
– ERV aluescand3 = {(en_req1 : hasSkill ;MAS)}
– ARV aluescand3 = {(ad_req01 : DomainSkill ;MAS_environment,
MAS_organisation), (ad_req02 : LanguageSkill ; English)}
4. cand5 = 〈agent5, cfac2, ERV aluescand5 , ARV aluescand5〉
– ERV aluescand5 = {(en_req1 : hasSkill ;MAS)}
– ARV aluescand5 = {(ad_req01 : DomainSkill ;MAS_organisation),
(ad_req02 : LanguageSkill ; French),
(ad_req03 : hasCapability ;Management)}
5. cand6 = 〈agent6, cfac2, ERV aluescand6 , ARV aluescand6〉
– ERV aluescand6 = {(en_req1 : hasSkill ;MAS)}
– ARV aluescand6 = {(ad_req01 : DomainSkill ;MAS_organisation),
(ad_req02 : LanguageSkill ; English),
(ad_req03 : hasCapability ;Management)}
Remarques
– Les candidatures peuvent être soumises et enregistrées pendant toute la durée
timeoutca de publication d’un appel à candidatures. Dès que le timeoutca est
totalement écoulé, l’étape d’examen de candidatures peut commencer.
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– Cependant, pour certaines portes, la valeur de timeoutca peut être égale à l’in-
ﬁni (timeoutca = ∞). Par exemple, dans une organisation ouverte de type e-
commerce, le nombre de vendeur et d’acheteur n’est généralement pas limité.
Ainsi, le timeout d’appel à candidatures pour ces rôles est généralement égal à
l’infinie. Avec ce type de d’appel à candidature, l’examen de chaque candida-
tures se fait dès qu’elle est enregistrée.
Examen des candidatures
L’examen des candidatures d’un processus d’entrée consiste d’une part à vériﬁer
que les exigences requises pour être admis dans l’instance de groupe et pour adopter
le rôle, la (ou les) mission(s) et ainsi que le (ou les) but(s) de la cible de l’appel à
candidatures sont satisfaites.
D’autre part puisque des agents déjà membres de l’instance de groupe associée à
l’appel à candidature peuvent également candidater, et que des contraintes de compa-
tibilités existent entre des rôles d’une instance de groupe alors, la vériﬁcation de ces
contraintes est réalisée dans cette étape du processus d’entrée.
La représentation d’un appel à candidature ca (Cf. Équation 6.5) comprend éga-
lement deux variables nMinca, nMaxca représentant respectivement le nombre mi-
nimum et maximum d’agent(s) pouvant être admis pour ce ca. Ainsi, cette étape
comporte également la vériﬁcation de chacune de ces valeurs en particulier celle de
nMaxca. L’analyse des candidatures d’agents pour un CFAC d’un processus d’entrée
comprend donc les phases suivantes :
1. Vérification de la contrainte de cardinalité maximale d’un ca : qui consiste à
s’assurer que le nombre d’agents déjà admis pour l’appel à candidature ca n’est
pas encore égal à la valeur maximale c’est-à-dire àmaxAgent.
2. Vérification des contraintes de compatibilités : dans la section 5.3.3, nous
avons présenté la notion de contrainte de compatibilité qui est déﬁni entre des
rôles d’un groupe. Celle-ci permet de garantir une cohérence structurelle entre
les agents jouant des rôles dans les instances de groupes. Puisque les contraintes
de compatibilités ont deux types de portées : intra − group et inter − group,
nous avons deux cas de vériﬁcation de ces contraintes.
– Vérification des contraintes de compatibilité intra-groupe
Elle concerne toute candidature pour laquelle l’agent est déjà membre de
l’instance de groupe associée à l’appel à candidatures. Rappelons que lors-
qu’un agent est membre d’une instance de sous-groupe igr′ d’une instance
de groupe igr alors il est également membre de igr.
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La vériﬁcation de compatibilité pour une candidature ca consiste dans ce cas
à vériﬁer dans igr si le rôle de la cible associée à la porte de l’appel à can-
didature est compatible avec le ou les autre(s) rôle(s) déjà joué(s) par l’agent
associé à la candidature ca.
L’algorithme 1 montre les instructions de traitement de cette vériﬁcation au-
près d’une instance de groupe.



















































• Il prend en paramètre l’identiﬁant de l’instance de groupe igr dans laquelle
se fait la vériﬁcation, l’identiﬁant de l’agent candidat agentCand et l’iden-
tiﬁant du rôle roleCand concerné par la candidature.
• La première instruction vériﬁe si l’agent est déjà membre de igr. Elle uti-
lise la fonction ismember déﬁnie par l’équation 6.3 pour cette vériﬁcation.
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• Dans le cas où l’agent est membre de igr, l’algorithme vériﬁe que pour
chaque clause appartenant à l’ensemble des clauses contractante, le rôle
associé est compatible avec le rôle concerné par la candidature (roleCand).
• Si cette condition n’est pas vériﬁée pour l’une des clauses l’algorithme
s’arrête et retourne la valeur FAUX (false).
• Si cette condition est vériﬁée pour toutes les clauses contractantes de
l’agent dans igr et si igr est sous-groupe d’une instance de groupe igr′,
alors la vériﬁcation se fait également dans l’instance de groupe père igr′.
• Si à la suite des deux étapes de vériﬁcation précédente la condition est
toujours vériﬁée, alors la vériﬁcation se poursuit dans les instances de sous-
groupes que nous notons igr′′ de igr par appel récursif de l’algorithme.
– Vérification des contraintes de compatibilité inter-groupe.
Elle concerne toute candidature pour laquelle l’agent est déjà membre de
l’instance de groupe igr associée à l’appel à candidatures ou de toute autre
instance igr′ de même type que igr. Dans ce cas, l’algorithme de vériﬁcation
de compatibilité 1 est exécuté dans chaque instance de groupe du type de igr.
3. Vérification des exigences : à ce niveau de l’examen d’une candidature, l’ob-
jectif est de faire un appariement entre les exigences spéciﬁées pour un appel
à candidature ca et les valeurs fournies par un agent dans sa candidature cand.
Cette vériﬁcation permet de déterminer si les valeurs fournies dans une candi-
dature pour chaque exigence correspondent aux valeurs escomptées par l’entité
organisationnelle.
Exemple : pour la vériﬁcation des éléments des ensembles ERV aluescand et
ARV aluescand nous avons déﬁni une fonction check(reqid, cand) qui retourne
une valeur booléenne true (T) si la (ou les) valeur(s) fournie(s) par le candidat
cand pour l’exigence reqid correspond(ent) à (ou aux) valeur(s) escomptée(s).
Dans le cas contraire check(reqid, cand) retourne false (F).
Pour les exemples de candidatures ci-dessus présentées, nous avons les résultats
suivants.
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Candidatures pour cfac1 Candidatures pour cfac2
cand1 cand4
ERV aluescand1 ERV aluescand4
check(en_req1, cand1) = T check(en_req1, cand4) = T
ARV aluescand1 ARV aluescand4
check(ad_req01, cand1) = T check(ad_req01, cand4) = T
check(ad_req02, cand1) = T check(ad_req02, cand4) = F
check(ad_req03, cand4) = T
cand2 cand5
ERV aluescand2 ERV aluescand5
check(en_req1, cand2) = T check(en_req1, cand5) = T
ARV aluescand2 ARV aluescand5
check(ad_req01, cand2) = T check(ad_req01, cand5) = T
check(ad_req02, cand2) = F check(ad_req02, cand5) = T
check(ad_req03, cand5) = T
cand3
ERV aluescand3
check(en_req1, cand3) = T
ARV aluescand3
check(ad_req01, cand3) = T
check(ad_req02, cand3) = T
4. Sélection des agents admis selon un critère d’admissibilité. La pro-
priété associée à chaque exigence détermine si cette exigence est obligatoire
(property = mandatory) ou si elle est optionnelle (property = optional).
Ainsi toute candidature est admissible si elle fournit pour toutes les exigences
de propriété mandatory une valeur satisfaisante. Pour les candidatures qui sa-
tisfont cette première contrainte d’admissibilité, un critère d’admissibilité est
déﬁni aﬁn de permettre de classer et sélectionner les agents déﬁnitivement ad-
mis.
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Exemple : considérons le critère d’admissibilité suivant : Ordre décroissant du
nombre d’exigences de type optional fournies en plus de toutes les exigences
de type mandatory. Les candidatures ci-dessus présentées et examinées sont
classées selon ce critère d’admissibilité comme suit :
Candidatures pour cfac1 Candidatures pour cfac2
1. cand3 1. cand5
2. cand1 2. cand4
3. cand2
NB : Les critères d’admissibilités pour des appels à candidature dans une entité
organisationnelle peuvent être déﬁnis dans la spéciﬁcation des missions et buts
des agents organisationnels et ainsi faire partis de leurs stratégies de décisions.
La dernière étape du processus d’entrée est présentée dans la section qui suit.
6.2.1.2 Contractualisation
Après l’admission d’un agent dans une organisation, celui-ci peut conﬁrmer ou
inﬁrmer sa volonté effective d’entrer dans l’organisation. Pour cela, il devra participer
à la négociation et spéciﬁcation des clauses de son contrat ainsi qu’à sa validation dans
le cas où il souhaite conﬁrmer son entrée. Dans le cas contraire, il pourra notiﬁer son
désistement à l’OrgAgent par l’envoi d’un message.
Négociation des clauses d’un contrat
La négociation des clauses d’un contrat dépend du type de la cyble target asso-
ciée à la porte d’un appel à candidature cfac ayant donné lieu à la création des clauses
du contrat. Ainsi, selon que target est composé seulement d’un rôle ; ou d’un rôle et
d’une mission ; ou encore d’un rôle, d’une mission et d’un but, la nature des enga-
gements de contrat ne sont pas les même et donc la négociation ne porte pas sur les
mêmes choses. Ainsi, on a les cas de négociation suivants selon la forme de target.
1. (r,m, g) : pas de négociation, car l’objectif de la clause est principalement le
but g.
2. (r,m, _) : la négociation peut se faire uniquement sur les buts de la missionm.
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3. (r, _, _) : les négociations concernent les missions associées au rôle r via les
normes de la NS.
Lorsque toutes les clauses d’un appel à candidatures sont négociées, celles-ci sont
enregistrées dans le contrat de l’agent qui est soit créé dans la cas d’un processus
d’entrée dans une instance de groupe, soit mis à jour dans le cas d’une adoption.
En effet, tout agent membre d’une instance de groupe a un seul et unique contrat
qui a été créé lors de son entrée. Il peut adopter d’autres rôles dans cette instance
de groupe et donc d’autres missions et buts de schémas sociaux dont cette instance de
groupe est responsable. En cas d’adoption de nouveaux rôles, missions et buts relatives
à une instance de groupe dont on est déjà membre, les nouvelles clauses relatives à
ces adoptions sont ajoutées dans le contrat de l’agent concerné. Nous présentons les
cas de modiﬁcation d’un contrat dans la section qui suit.
Modiﬁcation d’un contrat
Pour pouvoir avoir de nouvelles clauses dans son contrat au sein d’une instance de
groupe, tout agent devra comme dans le cas d’une démarche d’entrée répondre à un
appel à candidature associé à cette instance de groupe en soumettant une candidature
avec les données requises. Ces candidatures seront traitées selon les étapes présentées
dans la section 6.2.1.1.
Par ailleurs, un agent membre d’une instance de groupe d’une entité organisation-
nelle oe peut répondre à des appels à candidatures qui concernent d’autres instances
de groupe de cette oe. En cas d’admission, un nouveau contrat sera créé dans les ins-
tances de groupes concernées si l’agent n’y a pas déjà un contrat.
En conséquence, un agent pourra avoir plusieurs contrats dans des instances de
groupes différentes d’une même entité organisationnelle. Cette approche est justiﬁée
par notre choix de gestion distribuée d’une entité organisationnelle. Elle offre l’avan-
tage de décongestionner les traitements à réaliser par une seule entité dans le cas d’une
centralisation.
Après l’admission d’un agent dans une instance de groupe et donc la création de
son contrat, celui-ci peut vouloir abandonner certaines clauses ou sortir de l’instance
de groupe. Nous présentons dans la section qui suit les processus de gestion de ces
fonctionnalités.
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6.2.2 Gestion des sorties et abandons
La gestion des abandons de clause de contrat se gère au sein d’une instance de
groupe tandis que celle de sortie est gérée par une instance de portail. Dans les deux
cas, le processus se décompose en trois phases : demande d’abandon ou de sortie,
analyse de la demande, négociation et validation de l’abandon ou de la sortie.
6.2.2.1 Demande d’abandon ou de sortie
Tout agent ayant un contrat dans une instance de groupe peut abandonner des
clauses de son contrat ou demander à sortir de l’instance de groupe. Une demande
d’abandon (leaveRequest) est soumise à une instance de groupe tandis qu’une de-
mande de sortie (exitRequest) est soumise à une instance de portail. leaveRequest
et exitRequest sont respectivement déﬁnis comme suit :
leaveRequest = 〈agentlr, cllr, datelr〉 (6.20)
exitRequest = 〈agenter, igrer, dateer〉 (6.21)
– agentlr / agenter : identiﬁant de l’agent qui fait la demande d’abandon ou de
sortie.
– cllr : identiﬁant de la clause que l’agent veut d’abandonner.
– igrer : identiﬁant de l’instance de groupe de laquelle l’agent veut sortir.
– datelr / dateer : date à laquelle la demande d’abandon ou de sortie est enregis-
trée.
Examen d’une demande d’abandon ou de sortie
L’analyse d’une demande de sortie inclut le processus d’analyse d’une demande
d’abandon. En effet, pour une demande d’abandon, on vériﬁe si les exigences d’aban-
don relatives au rôle, à la mission et au(x) but(s) concernés par la clause sont sa-
tisfaites. Tandis que dans le cas d’une demande de sortie, cette vérification est faite
pour chaque clause du contrat de l’agent dans l’instance de groupe concernée par la
demande de sortie. De plus, dans le cas où l’agent n’est pas membre d’une autre ins-
tance de groupe dont les sorties sont gérées par l’instance de portail, la satisfaction
des exigences de sortie associées à l’instance de portail est également vérifiée.
L’algorithme d’examen des exigences d’abandon associées à une clause pour la
demande d’abandon d’un agent est présenté ci-dessous. Cet algorithme prend en pa-
ramètre l’identiﬁant de l’agent (ag) qui a fait la demande d’abandon et l’identiﬁant de
la clause (cl) concernée par la la demande d’abandon.
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– La première instruction permet d’obtenir le contrat de l’agent ag dans l’instance
de groupe où est examinée la demande d’abandon.
– Dans la seconde instruction, on suppose que leaveReqV alues est une table
de hachage dont la clé d’accès à chaque valeur est l’identiﬁant d’une exigence
d’abandon. Cette table est initialisée par toutes les exigences d’abandon de la
clause cl. Rappelons que une clause comprend un rôle, une mission et un en-
semble de buts (Cf. équation 6.17). D’après les équations 5.3, 5.17 et 5.18
des exigences d’abandon peuvent être associées à chaque rôle, mission et but.
La fonction getLeaveRequirement(co.cl) de l’algorithme ci-dessous retourne
donc l’union des exigences d’abandon du rôle, de la mission et des buts d’une
clause cl d’un contrat co.
– La valeur associée à chaque clé de leaveReqV alues est un booléen résultat
de la fonction check(reqid, ag) qui vériﬁe si l’exigence reqid est satisfaite par
l’agent ag.
– L’algorithme retourne la table leaveReqV alues comme résultat.








leaveReqValues[reqid] = check(reqid, ag)
end for
return leaveReqValues
L’algorithme d’examen d’une demande de sortie d’un agent présenté ci-dessous
prend en paramètre l’identiﬁant de l’agent ag et l’identiﬁant de l’instance de groupe
de laquelle l’agent veut sortir. Rappelons qu’il est exécuté dans une instance de portail.
– La première instruction précise que l’algorithme nécessite deux variables glo-
bales clausesReq et exitReqV alues. Elles seront utilisées respectivement pour
enregistrer le résultat d’analyse des exigences d’abandon de chaque clause du
contrat concerné par la demande de sortie et pour enregistrer les valeurs d’exa-
men des exigences de sortie de l’instance de portail qui gère la demande de
sortie.
– clausesReq est donc une table de hachage dont la clé d’accès à chaque valeur
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est l’identiﬁant d’une clause du contrat de l’agent ag, contrat enregistré dans
l’instance de groupe igr. La valeur associée à chaque clé est le résultat de l’al-
gorithme 2 (leaveRequestAnalysis).
– exitReqV alues est une table de hachage dont la clé d’accès à chaque valeur
est l’identiﬁant d’une exigence de sortie déﬁnie pour l’instance de portail où
est examinée la demande de sortie. Cette table est donc initialisée par toutes les
exigences de sortie de l’instance de portail concernée par la demande de sortie.
La valeur associée à chaque clé est le résultat de la fonction check(reqid, ag).
Algorithm 3 exitRequestAnalysis(ag, igr)
Require: clausesReq, exitReqValues














exitReqValues[reqid] = check(reqid, ag)
end for
Dans le cas où toutes les exigences d’abandon et de sortie sont vériﬁées, la de-
mande de sortie ou d’abandon est acceptée. Dans le cas contraire, une négociation est
engagée entre l’agent qui demande à sortir de l’instance de groupe et l’agent organi-
sationnel en charge de la supervision de l’instance de portail.
6.2.2.2 Négociation, validation et clôture de contrat
L’étape de négociation dans un processus d’abandon de clause ou de sortie d’une
instance de groupe intervient généralement lorsque certaines exigences du contrat
concerné par la demande ne sont pas satisfaites. La négociation consiste alors en des
échanges de messages entre l’agent de domaine et les agents organisationnels qui
supervisent d’une part la gestion des sorties au niveau d’un portail où la demande
de sortie est traitée d’autre part la gestion des instances de groupe et de schémas so-
ciaux concernées par les clauses litigieuses. Le but de la négociation est d’atteindre un
consensus entre les différentes parties aﬁn de permettre à l’agent de domaine d’aban-
donner la (ou les) clause(s) et éventuellement de sortir de l’instance de groupe et à
l’entité organisationnelle de poursuivre son cycle de vie sans trop de difﬁcultés.
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En plus de la gestion des entrées et des sorties au sein d’une entité organisation-
nelle oe, celle-ci doit veiller aux respects des normes qui contraignent le comporte-
ment des agents et qui déﬁnissent les schémas de coopérations permettant aux agents
de réaliser les objectifs collectifs de l’oe. Nous présentons dans la prochaine section
notre approche de contrôle.
6.3 Régulation des agents
Une OS déﬁnie avec une OML est interprétée à la fois par des agents pour rai-
sonner sur leur comportement au sein d’une entité organisationnelle et également par
l’OMI pour gérer la dynamique liée aux actions des agents de domaines dans une
OE ainsi que la régulation de leurs comportements. Selon la vision développée dans
les organisations normatives, on distingue deux principales approches de contrôle des
agents :
– Régimentation : elle consiste à mettre en oeuvre des mécanismes qui em-
pêchent à priori toute possibilité pour un agent de pouvoir transgresser
certaines contraintes et normes organisationnelles. Par exemple, dans MOISE,
les liens de compatibilité et les liens de cardinalités sont gérés dans une entité
organisationnelle avec cette approche. Ainsi, il n’est pas possible pour un
agent d’adopter un rôle ou une mission, ou un but si la cardinalité maximale
de celui-ci est atteinte. Cette approche est également celle utilisée dans les
modèles RBAC que nous avons présentés dans le chapitre 2.
– Régulation : le principe de cette approche est basé sur le fait que certaines
normes d’une organisation déﬁnissent les comportements attendus des agents
au sein d’une entité organisationnelle. Ainsi, contrairement à la régimentation,
des agents d’une OE peuvent transgresser les normes de l’entité organisation-
nelle. Par exemple, dans MOISE un agent peut s’engager à une mission alors
qu’il n’existe pas de clause dans son contrat lui permettant de s’engager à cette
mission.
L’avantage de l’approche de régulation est qu’elle respecte l’autonomie des
agents. Cependant leurs comportements peut être contraire à celui attendu
et par conséquent rendre incohérent l’entité organisationnelle vis à vis de
son OS. Mais, ce type de comportement peut également être favorable à
une organisation en fonction des situations. Raison pour laquelle nous avons
choisi de l’adopter pour la gestion des normes dans notre approche de gestion
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d’organisations ouvertes. Ainsi, pour la mise en oeuvre de la régulation nous
distinguons les phases suivantes : (i) détection de la transgression de la norme,
(ii) la catégorisation du caractère néfaste ou non néfaste de la transgression,
(iii) décision d’application ou pas d’une sanction.
La distinction entre régimentations et régulation conduit à séparer la gestion géné-
rale de la régulation au sein d’une entité organisationnelle en : (i) gestion des régimen-
tations déﬁnies par l’OS consistant en leur interprétation et vériﬁcation, (ii) gestion de
la régulation des normes suivant les trois phases énoncées ci-dessus.
6.4 Synthèse
Dans ce chapitre, nous avons présenté les éléments d’une entité organisationnelle
à savoir les instances de groupes, schémas sociaux et portails ainsi que notre approche
de gestion de l’ouverture. Les instances de groupes, de schémas sociaux et de por-
tails gèrent des fonctionnalités qui mettent en oeuvre les spéciﬁcations déﬁnies dans
l’OS de entité organisationnelle. Elle assurent donc les propriétés d’ouverture à sa-
voir interopérabilité, entrée / sortie et contrôle au sein d’une entité organisationnelle.
Les instances de groupes, schémas sociaux et portail sont supervisés par des agents
organisationnels (OrgAgent).
En ce qui concerne la gestion du processus d’entrée dans une OE, nous avons
proposé trois moyens d’entrer dans une organisation selon le type de la cible associée
à une porte d’entrée.
Les deux principales étapes d’un processus d’entrée sont : candidature et contrac-
tualisation. Dans la première étape sont gérées : l’appel à candidatures d’agents et
l’enregistrement des candidatures, l’examen des candidatures suivie des résultats.
Dans la seconde étape sont gérées la création des contrats ainsi que la négociation et
validation des clauses de contrat. Les processus d’entrée sont gérés par des instances
de portails au sein d’une OE. Les OrgAgent qui supervisent des portails d’entrée ont
pour responsabilité de prendre des décisions particulièrement à l’étape de négocia-
tion / validation de contrat d’entrée d’un agent. La négociation des engagements d’un
contrat dépend du type de porte d’entrée utilisée. Lorsque la porte d’entrée est asso-
ciée à un role, les agents candidats à l’entrée ont la possibilité de négocier les mis-
sions auxquelles ils souhaitent s’engager parmi celles qui sont associées au rôle par
des normes. Pour une porte d’entrée est associée à une mission, les agents candidats
à l’entrée ont la possibilité de négocier les buts auxquelles ils souhaitent s’engager
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parmi celles qui appartiennent à la mission selon la FS. Par contre, avec une porte
associé à un but il n’y a pas de possibilité de négociation. Des travaux futurs pourront
envisager de négocier certaines propriétés attendus du résultat du but à réaliser.
Nous avons également abordé la mise à jour des contrats des agents. Nous avons vu
qu’au sein d’une entité organisationnelle, les contrats des agents ne sont pas statiques.
En effet, de nouveaux engagements peuvent être ajoutés à un contrat. D’autre part,
il est possible aux agents ayant déjà un contrat dans une OE de d’avoir plusieurs
contrats. Nous avons présenté sous quelles conditions et comment est géré la création
d’un nouveau contrat pour un agent.
Le fait qu’un agent puisse avoir plusieurs contrats dans une organisation pourrait
être considéré comme une limite de notre proposition. Mais, ce choix est justiﬁé par
le fait de privilégier une gestion distribuée des groupes, schémas sociaux et portail au
sein d’une entité organisationnelle ouverte. Enﬁn, nous avons présenté le processus
de gestion des sorties d’agents d’une OE.
Dans le prochain chapitre, nous présentons l’architecture et les composants notam-
ment les artefacts organisationnels de l’infrastructure de gestion d’organisation (OMI)
ORA4MAS que nous avons développé aﬁn de gérer les fonctionnalités de mise en





d’organisation ouverte : OMI
ORA4MAS
Dans le premier chapitre de cette partie, nous avons présenté le langage de modé-
lisation d’organisation Moise que nous utilisons pour spéciﬁer explicitement la struc-
ture, les fonctionnalités et les règles qui : déﬁnissent une organisation, établissent les
contraintes que devront suivre les agents de domaines pour réaliser les objectifs collec-
tifs de leur entité organisationnelle, établissent les procédures qui devront être gérées
pour assurer les coopérations des agents ainsi que leur régulation. Nous avons présenté
dans le chapitre suivant, les principaux composants d’une entité organisationnelle qui
sont obtenus par instanciation d’une spéciﬁcation organisationnelle déﬁnie à partir de
MOISE. Une OE comprend donc des agents de domaines, des agents organisationnels
et des instances de groupes, de schémas sociaux et de portails. Ces instances main-
tiennent l’état d’une OE suivant des actions organisationnelles réalisées par les agents
de domaines et les agents organisationnels au sein d’une OE.
Dans ce chapitre, nous allons présenter l’infrastructure de gestion d’organisa-
tion qui permet la création des instances de groupes, de schémas sociaux et de por-
tails. l’OMI permet également l’exécution des procédures d’entrée et d’intégration
d’agents, la gestion des actions de coopération, de coordination, et de régulations ainsi
que la gestion des procédures de sorties.
Nous présentons dans un premier temps l’outil technologique de base que nous
avons utilisé pour la conception de cette OMI qui est le méta-modèle A&A proposé
par A. Ricci et al. [117] avec les concepts d’agent et d’artefact. Nous présenterons
ensuite l’architecture générale de l’OMI, avec la notion d’artefact organisationnel, qui
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est le concept de base de notre infrastructure. Nous présenterons ensuite les différents
artefacts organisationnels déﬁnis pour l’interprétation de l’OML Moise et la gestion
des instances de groupes, schémas sociaux et portails.
7.1 Fondements de l’infrastructure de gestion
L’OMI ORA4MAS (ORganisational Artifacts and Agents for open Multi-Agent
Systems) résulte du constat suivant : dans les SMA, les infrastructures de gestion
d’organisation existantes sont essentiellement constituées d’agents généralement ap-
pelés agent manager qui exécutent toutes les actions qui gèrent la dynamique d’une
entité organisationnelle en communiquant par échanges de messages avec des agents
de domaines.
Cependant, dans le chapitre 4 nous avons présenté les propriétés des SMA ainsi
que celles des agents issus de la littérature. En particulier, les agents sont déﬁnis
comme étant des entités autonomes, c’est-à-dire qu’ils ont la capacité de décider des
actions qu’ils voudraient ou pas réaliser. Dans une organisation multi-agent, cette pro-
priété doit être valable aussi bien pour les agents de domaines que pour les agents ma-
nagers. Mais, dans les infrastructures de gestion d’organisations existantes, les agents
managers semblent être réduits à des entités réactives ou programmes d’exécution
d’actions de gestion de la dynamique de leur entité organisationnelle. Cette approche
qui est généralement justiﬁée par une volonté d’utiliser exclusivement des technolo-
gies agents ne respecte pas l’autonomie des agents managers de qui dépend le fonc-
tionnement d’une OE.
En effet, des travaux de recherches sur la conception d’environnements multi-
agents et la simulation de leurs activités dans leur environnement ont illustré la possi-
bilité de développer des SMA dans lesquels les agents sont plus autonomes. Le prin-
cipe de ces travaux est basé sur les exemples des environnements humains. Dans ces
derniers, de nombreux outils (agendas, téléphone, machine à café, etc.) sont utilisés
par des humains aﬁn de les aider dans leurs différentes activités. De la même fa-
çon, les environnements des agents peuvent également être conçus de façon à avoir
des outils qui aident les agents dans leur interactions et activités. Cette approche a
été développé par A. Ricci et al. qui ont proposé un méta-modèle appelé Agent and
Artifact(A&A) [117, 105] de conception et de développement des agents et de leur
environnement.
Le concept artefact est une abstraction utilisée pour encapsuler les propriétés d’un
objet physique ou logique (cf. figure 7.1) qui offre des fonctionnalités que peuvent
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utiliser des agents.
Dans la section ci-dessous, nous présentons le principe général ainsi que quelques
propriétés du méta-modèle A&A [117, 105]. Ensuite, (section 7.1.2) nous présentons
la notion d’artefact avec les éléments qui la déﬁnissent.
7.1.1 Caractéristiques du Méta-modèle Agent et Artefact (A&A)
Le principe du méta-modèle A&A est basé sur le fait que les agents dans un SMA
ne sont pas des entités isolées dans la nature sans aucune considération de leur en-
vironnement. Ainsi, le but du méta-modèle est de fournir des abstractions de repré-
sentation des agents et de leur environnement [116]. L’environnement des agents est
représenté par la notion de workspace [116] : espace de travail. Un workspace est une
représentation logique et pas physique de la localisation des agents et des artefacts
dans un SMA. En d’autres termes, dire qu’un artefact ou un agent est localisé dans un
environnement X revient à dire qu’il est localisé dans le workspace représenté par X.
Après le concept de workspace utilisé pour représenter un environnement SMA,
le concept d’artefact a été déﬁni par les auteurs du méta-modèle A&A pour repré-
senter les objets ou ressources d’un environnement multi-agents. Les agents dans le
méta-modèle A&A sont considérés comme étant cognitifs, c’est-à-dire capables d’ac-
céder à un environnement (workspace) et d’utiliser les artefacts selon leurs besoins et
choix. Cependant, le méta-modèle n’impose aucune architecture d’agent. Les auteurs
du méta-modèle ont simplement déﬁni un ensemble de fonctionnalités et primitives
que doivent utiliser les agents indépendamment de leur architecture et de leur langage
d’implémentation de s’enregistrer dans un workspace et d’utiliser les artefacts.
En plus d’avoir la volonté de fournir une approche conceptuelle de systèmes multi-
agents avec une réelle prise en compte et mise en oeuvre de l’environnement, le mo-
dèle A&A a également pour objectif d’offrir des outils de développement de SMA
ouverts. En effet, en considérant les propriétés d’ouverture étudiée dans la première
partie de ce manuscrit, nous verrons dans la section 7.1.2 les moyens qui sont of-
ferts par les artefacts aux agents pour échanger des données avec leur environnement.
Ces moyens permettent de répondre partiellement à la propriété d’interopérabilité. En
ce qui concerne la propriété d’entrée sortie d’agent dans un environnement et donc
dans un workspace, le méta-modèle a déﬁni des fonctionnalités permettant aux agents
de s’enregistrer dans un workspace de s’y intégrer en se servant du service de pages
jaunes des artefacts pour découvrir les artefacts qu’ils voudraient utiliser. Enﬁn, le
méta-modèle a également déﬁni des fonctionnalités de sortie d’un workspace. Les
travaux concernant la mise en oeuvre de la propriété de contrôle sont encore à l’état
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embryonnaire. L’idée est d’utiliser l’approche RBAC pour déﬁnir des rôles et des per-
missions d’utilisations des artefacts dans un workspace [103].
La pertinence conceptuelle du méta-modèle A&A avec la représentation d’envi-
ronnement multi-agent ainsi que les fonctionnalités offertes pour la mise en oeuvre
des propriétés d’ouverture sont les caractéristiques qui ont favorisées notre choix de
cette approche pour la conception et le développement d’une infrastructure de gestion
d’organisations multi-agents ouvertes.
Dans la prochaine section, nous présentons le concept d’artefact dont nous nous
sommes inspirés pour déﬁnir les briques de base à savoir les artefacts organisationnels
de notre OMI.
FIGURE 7.1 – Représentation d’un Artefact avec ses principaux éléments : usage in-
terface (UI), link interface (LI) et manuel
7.1.2 Notion d’artefact
Comme nous l’avons dit ci-dessus, le concept d’artefact dans le méta-modèle
A&A permet de déﬁnir des ressources de nature et de type différents d’un environ-
nement SMA. Ainsi chaque artefact encapsule des fonctionnalités correspondantes à
la ressource qu’elle représente. Ces fonctionnalités pourront être utilisées par diffé-
rents agents dans le workspace ou seront créés les artefacts. D’où la nécessité pour
les auteurs du méta-modèle de déﬁnir les composants d’un artefact qui permettent
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sa manipulation indépendamment des services qu’il fourni. Chaque artefact est donc
principalement composé de trois éléments [104, 105]
– Un manuel d’utilisation contenant la description des fonctionnalités ou services
fournis par un artefact ainsi que les instructions pour l’utiliser.
– Une interface d’usage (UI) constituée : (i) de propriétés observables (OP) à
partir desquelles les agents accèdent aux informations publiques de l’état de
l’artefact, (ii) d’opérations qui permettent aux agents d’accéder aux services
fournis par un artefact.
– Une interface de lien (LI) regroupant des opérations qui ne peuvent être
déclenchées que par d’autre(s) artefact(s). Ces opérations servent à assurer les
fonctionnalités de composition de services différents fournis par des artefacts
différents. Elles gèrent ainsi les coordinations entre artefacts.
En résumé, seules les opérations et les propriétés observables de l’UI d’un artefact
ainsi que son manuel sont accessibles aux agents. Les opérations de la LI ne sont donc
pas accessibles aux agents. La ﬁgure 7.1 présente les différents composant d’un arte-
fact et la ﬁgure 7.2 résume l’architecture du méta-modèle A&A. Dans cette architec-
ture, il est considéré qu’un SMA est constitué d’environnement de travail représenté
par des workspaces. Ces derniers sont composés d’artefacts et d’agents. L’architecture
montre également les actions qu’un agent peut faire vis-à-vis d’un workspace et qui
sont l’entrée (action joint) et la sortie (action quit). Les actions qu’un agent peut faire
sur un artefact sont : la consultation du manuel d’un artefact, l’utilisation de l’interface
de contrôle pour l’exécution d’une opération, la perception des événements générés
suite à l’exécution d’une opération, et la perception ou l’observation des données four-
nies par les propriétés observables.
En résumé, un agent utilise un artefact dans un workspace pour accéder au(x) ser-
vice(s) fourni(s) par celui-ci. L’accès à un service peut se faire par exécution d’une
opération de l’artefact. L’exécution d’une opération peut nécessiter des paramètres
d’entrées. D’où l’intérêt du manuel d’utilisation qui sert à décrire les services four-
nis par un artefact, les informations représentées par ses propriétés observables et les
instructions d’exécution (paramètres d’entrées et événements générés) des opérations
qu’offre un artefact. En plus de déclencher des événements, l’exécution d’une opéra-
tion peut entraîner la mise à jour des données des propriétés observables.
Remarques
Les événements générés par un artefact peuvent être captés par plusieurs agents
simultanément. D’autre part, tout agent peut accéder aux valeurs des propriétés ob-









































FIGURE 7.2 – Méta-modèle Agent-Artefact
servables de l’UI d’un artefact. Ces deux propriétés sont intéressantes en particulier
dans les cas de coopération entre agents qui partagent un ou plusieurs artefacts. En ef-
fet, ces propriétés permettent d’assurer la coordination et la synchronisation d’agents
dans des activités particulières où ils peuvent avoir besoin des informations de façon
synchrone. Exemple : utilisation d’un artefact commun de conception de l’emploi de
temps des cours d’une formation par ses différents enseignants pour coordonner l’or-
ganisation des enseignements.
L’implémentation du méta-modèle Agent & Artefact (A&A) a donné naissance
à la plateforme CArtAgO 1 (Common Artifacts and Agents infrastructure for Open
multi-agent system) [116]. Cette dernière offre les primitives nécessaire à la création
d’environnement de travail d’agents (worspace), de manipulation des artefacts (créa-
tion d’artefacts, appel d’opération, perception des événements générés, perception des
informations des propriétés observables, ...). Nous présenterons brièvement cette pla-
teforme dans le chapitre 8 dans lequel nous présentons l’implémentation de l’OMI
ORA4MAS dont nous présentons les briques de base dans la prochaine section.
1. CArtAgO : http ://cartago.svn.sourceforge.net/
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7.2 Concepts de base et architecture de ORA4MAS
L’infrastructure ORA4MAS a été conçue pour répondre à l’un des objectifs de
cette thèse qui est de proposer des outils de modélisation et de gestion d’organisa-
tion ouverte. En effet, nous avons vu dans l’état de l’art (cf. chapitre 3) que très peu
de modèles organisationnels proposent une approche pertinente pour cette probléma-
tique. L’une des raisons de cette limite est liée à l’approche conceptuelle des OMI
qui privilégient les échanges de messages comme unique moyen d’interactions entre
agents et qui négligent ainsi les avantages que peut offrir l’environnement dans lequel
évoluent les agents. L’une des raisons de cette négligence est peut être le manque de
technologies adéquates telle que celle proposée par le méta-modèle A&A et offrant
une approche conceptuelle intéressante avec des abstractions applicables aux problé-
matiques spéciﬁques des organisations à savoir la gestion structurelle des agents dans
une entité organisationnelle, la gestion de leurs coopérations et coordinations à la réa-
lisation des objectifs collectifs de l’OE et la gestions des normes qui contraignent les
comportements des agents.
Ainsi, l’OMI ORA4MAS a été conçu selon l’approche du méta-modèle A&A avec
une spéciﬁcation d’artefacts dédiés à la gestion d’entités organisationnelles dont l’OS
a été déﬁnie avec le langage de modélisation d’organisation MOISE. Son principe
générale est d’être une API dans laquelle des agents de domaines et des agents orga-
nisationnels utilisent des artefacts de leur entité organisationnelle –qui représente en
quelque sorte leur environnement de travail– pour coopérer à la réalisation des objec-
tifs collectifs de leur OE [76].
Dans le chapitre 6 une entité organisationnelle a été déﬁnie comme étant composée
d’instances de groupes, de schéma sociaux et de portails d’entrée / sortie. Chacun de
ces types d’instances déﬁnissent des fonctionnalités qui contribuent à la gestion de la
dynamique d’une entité organisationnelle.
L’objectif de l’OMI ORA4MAS est d’offrir les outils technologiques de gestion
concrète des fonctionnalités correspondantes aux instances de groupes, de schéma
sociaux et de portails ainsi qu’aux activités des agents organisationnels et des agents
de domaines. Pour réaliser cet objectif, nous avons déﬁni l’architecture représentée par
la ﬁgure 7.3. Nous présentons dans les sections qui suivent les principaux concepts
de cette architecture.
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7.2.1 Artefact organisationnel
Déﬁnition 1 : un artefact organisationnel (OrgArt) est une entité logicielle qui en-
capsule des fonctionnalités de gestion d’une entité organisationnelle dont la spéciﬁca-
tion est déﬁnie à partir d’un langage de modélisation d’organisation.
Un OrgArt hérite des caractéristiques d’un artefact telles que déﬁnies par le
méta-modèle A&A. Les fonctionnalités qu’un OrgArt gère sont : la mise à disposition
aux agents d’interface d’interactions avec une entité organisationnelle, la mise
à disposition d’informations appropriées pour agents leur qui leur permettent de
raisonner sur leurs interactions avec une OE et leur action au sein d’une OE, la gestion
de l’exécution d’interactions et la gestion des coordinations avec d’autres artefacts
organisationnels pour assurer la modularité et la cohérence au sein de l’organisation.
Un OrgArt est un type d’artefact abstrait dont la réiﬁcation pour l’OML MOISE
a entraînée la déﬁnition de types spéciﬁques d’artefact organisationnel aﬁn d’avoir
une homogénéité des fonctionnalités correspondantes aux différents dimensions de
MOISE. Ainsi, nous avons déﬁni quatre principaux types d’OrgArt : GroupBoard ,
SchemeBoard , PortalBoard , OrgBoard .
– Un GroupBoard assure la gestion d’une instance de groupe suivant sa spéciﬁ-
cation déﬁnie dans la SS.
– Un SchemeBoard gère une instance de schéma social dont la spéciﬁcation est
fournie dans la FS ainsi que les normes déﬁnies dans la NS qui sont associées
aux missions du schéma social.
– Un PortalBoard gère une instance de portail.
– Un OrgBoard qui gère les informations générales d’une OE. Exemple il sert de
service de pages jaunes pour les instances des autres types d’OrgArt (Group-
Board , SchemeBoard , PortalBoard ) crées dans une entité organisationnelle.
Puisque les artefacts organisationnels héritent des caractéristiques d’un artefact
déﬁni par le méta-modèle A&A, chaque OrgArt comprend une interface d’utilisation
(UI) composé des propriétés observables et des opérations, un manuel et une interface
de lien (LI). Les propriétés observables d’un OrgArt fournissent une vue de l’état de
l’artefact avec les informations qu’elles encapsulent. Les opérations de la UI d’un Or-
gArt permettent aux agents d’accéder aux différentes actions organisationnelles gérées
par l’artefact. Les opérations de liens de la LI permettent aux artefacts organisation-
nels de se coordonner et ainsi de maintenir la cohérence de la gestion distribuée d’une
OE. Nous présentons dans la section 7.3, une description détaillée de chaque type
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d’artefact organisationnel.
7.2.2 Agent organisationnel
Déﬁnition 2 : un agent organisationnel est un agent qui a des responsabilités de
supervision au sein d’une entité organisationnelle. Il est donc chargé de prendre des
décisions appropriées au bon fonctionnement d’une OE : décisions de sanctions en cas
de violation de contraintes et/ou normes, décisions de réorganisations (modiﬁcations
de l’OS, des répartitions de rôles et des tâches) pour l’amélioration de la coopération
à la réalisation de l’objectif commun de l’organisation.
7.2.3 Architecture conceptuelle de l’infrastructure
L’OMI ORA4MAS est construit sur la base des API CArtAgO et MOISE. La
plate forme CArtAgO est une API qui permet la création d’environnement de travail
d’agents (workspaces) et des artefacts basés déﬁnis selon la spéciﬁcation du modèle
A&A. L’API MOISE est l’interpréteur de l’OMLMOISE qui traduit une spéciﬁcation
organisationnelle décrite en XML en objets de façon à ce qu’ils puissent être utilisée
par les artefacts organisationnels. A partir des primitives de création et manipulation
fournies par la plate-forme CArtAgO, et grâce à l’interpréteur MOISE, ORA4MAS
permet de créer des instances des différents types d’OrgArt pour une entité organisa-
tionnelle. Ainsi, l’architecture conceptuelle est présentée par la ﬁgure 7.3. Les agents
organisationnels et de domaine interagissent avec une OE crée avec ORA4MAS en se
servant des interfaces d’utilisation des artefacts organisationnels constituées des pro-
priétés observables et des opérations. Aﬁn de permettre à des agents de langages d’im-
plémentation différents tel quel Jason, Jade, Jadex, etc. les développeurs de CArtAgO
ont implémenté des frameworks appelés CArtAgO bridges For Agent Programming
Language (CArtAgO-bridge4APL) qui assurent les médiations entre les primitives des
langages agents permettant la gestion des croyances, buts et intentions des agents et
les primitives de manipulation des workspaces et des artefacts [115].
En résumé, l’OMI ORA4MAS gère essentiellement la création d’OrgArts d’enti-
tés organisationnelles, la gestion de la dynamique des entités organisationnelles : les
entrées et les sorties des agents, les coopérations des agents à la réalisation des objec-
tifs collectifs de l’OE et la régulation des agents à travers le contrôle de leurs engage-
ments. Les primitives de création d’artefact organisationnelles, d’appel d’opération,
de perception de propriétés observables et d’événements sont ceux déﬁnis, implémen-
tés et fournis par la plateforme CARTAGO et les frameworks CArtAgO-bridge4APL.

















FIGURE 7.3 – Architecture conceptuelle de l’OMI ORA4MAS : Les cercles repré-
sentent les agents, les rectangles représentent les différents artefacts organisationnels
(GroupBoard (Gi), SchemeBoard (Sj), PortalBoard (Pk), OrgBoard (Ol).
7.3 Artefacts organisationnels pour MOISE
Dans cette section, nous allons présenté l’interface d’utilisation (UI) de chaque
type d’artefact organisationnel. La UI d’un OrgArt est constituée des propriétés ob-
servables (ObsProp) et des opérations (Op) dont les agents se servent pour interagir
avec une entité organisationnelle.
7.3.1 OrgBoard
Un OrgBoard (cf. ﬁgure 7.4(a)) peut être considéré comme un registre d’informa-
tion globale d’une entité organisationnelle.
Il encapsule la spéciﬁcation organisationnelle de l’OE, et fournit à travers ses
propriétés observables les listes des instances de PortalBoard, GroupBoard, Scheme-
Board créés dans l’OE. L’intérêt de ces propriétés est qu’elles permettent aux agents
pour l’OS d’avoir la description complète de l’entité organisationnelle à partir de la-
quelle ils peuvent raisonner sur la décomposition structurelle de l’OE, les schémas so-
ciaux les procédures d’entrée/sortie. En ayant également les listes des artefacts organi-
sationnels créés pour la gestion des instances de portail, groupe et schémas sociaux, les
agents extérieurs peuvent raisonner sur les portails avec lesquels ils peuvent interagir
pour leur procédure d’entrée, les instances de groupes dont ils peuvent être membre, et
les instances de schémas sociaux dans lesquelles ils coopéreront avec d’autres agents
à la réalisation d’objectifs collectifs de l’OE. En résumé, un OrgBoard est une sorte
de vitrine d’une entité organisationnelle.
Propriétés observables d’un OrgBoard
– OrgSpecification : la spéciﬁcation organisationnelle de l’OE.



















FIGURE 7.4 – Artefacts organisationnels pour MOISE : OrgBoad et PortalBoard
– GroupBoards : la liste des GroupBoards crées dans l’OE.
– SchemeBoards : la liste des SchemeBoards crées dans l’OE.
– PortalBoard : la liste des PortalBoards crées dans l’OE.
Opérations d’un OrgBoard
Les opérations de la UI permettent d’obtenir les listes respectives des agents orga-
nisationnels orgAgents et des agents de domaines domainAgents de l’OE.
7.3.2 PortalBoard
Un PortalBoard est un artefact qui assure la gestion d’une instance de portail dans
une entité organisationnelle. La ﬁgure 7.4(b) montre sa représentation. Une instance
de portail étant composée d’un ensemble de portes d’entrée dans des instance de
groupes, et d’ensemble d’exigences d’entrée et de sorties (cf. section 6.1.4), les pro-
priétés observables et les opérations d’un PortalBoard servent d’outils permettant aux
agents d’obtenir les informations leur permettant de savoir quels appels à candidature
créés et de pouvoir y répondre le cas échéant.
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Propriétés observables d’un PortalBoard
– PortalSpecification : cette propriété observable fournie la spéciﬁcation
du portail d’entrée / sortie. Nous avons vu dans la présentation de la spéciﬁca-
tion d’entrée / sortie (EES) de l’OML MOISE, (cf. chapitre 5) la description
d’un portail. Dans une EES, il est possible de déﬁnir plusieurs portails. Pour
chaque portail, sont spéciﬁés des exigences d’entrées et des exigences de sor-
ties, des groupes et des portes. La gestion de chaque instance de portail dépend
de sa spéciﬁcation. La propriété PortalSpecification permet pour chaque
PortalBoard d’obtenir la spéciﬁcation de l’instance de portail qu’il gère. Tandis
que dans l’OrgBoard, à partir de la propriété observable OrgSpecification
on obtient la spéciﬁcation complète de l’OS.
– GroupBoards : est la propriété observable qui afﬁche la liste des instances de
groupes dont le portail gère les entrées, les sorties ou les deux fonctionnali-
tés. Dans PortalSpecification sont spéciﬁés les types de groupes dont le
portail peut gérer soient les entrées, soient les sorties, soient les entrées et les
sorties. Les données de cette propriété observable sont présentées sous forme de
tableau à deux colonnes dont la première représente l’identiﬁant d’une instance
de groupe et la deuxième la fonction assurée par le portail pour cette instance
de groupe. Cette fonction peut être (Entry, Exit ou EntryExit).
– CFACs : propriété observable qui fournit la liste des appels à candidatures pu-
bliés et gérés par le portail. Nous rappelons que chaque appel à candidature cor-
respond à une porte qui est associée à une instance de groupe enregistrée dans
GroupBoards. Nous avons présenté la description d’un appel à candidatures
dans la section 6.1.5.
– SelectedAgents : cette propriété observable permet d’afﬁcher la liste des
agents sélectionnés à l’issus du processus d’analyse de candidatures pour
chaque CFAC géré par le portail. Les agents ﬁgurant dans la liste de
SelectedAgents pour un CFAC donnée, pourront poursuivre leur processus
d’entrée avec la négociation clauses de leur contrat des engagements relatifs à
ce CFAC.
Opérations d’un PortalBoard
– createCFAC : opération qui permet à un agent organisationnel de créer un
appel à candidature qui sera géré par le PortalBoard.
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– submitCandidature : opération qui permet aux agents d’enregistrer leurs
candidatures pour des CFACs publiés par CFACs.
– createContract : permet de créer un contrat pour un agent admis dans une
instance de groupe géré par un GroupBoard. La création du contrat entraînera
la création des clauses correspondantes à la porte de l’appel à candidature suite
à laquelle l’agent a été admis.
– requestExit : opération qui permet aux agents d’enregistrer leurs demandes
de sortie d’une d’instance de groupe.
7.3.3 GroupBoard
Le GroupBoard est un type d’artefact qui gère les fonctionnalités d’une instance
de groupe. Dans la présentation de l’OML MOISE, nous avons dit que la spéciﬁca-
tion structurelle d’une OS permet de déﬁnir des spéciﬁcations de groupes. Un groupe
étant déﬁni par un ensemble de rôles, de lien et éventuellement de sous groupes et de
groupes dépendants.
les propriétés observables d’un GroupBoard sont (cf. 7.5(a)) :
– GroupSpecification : c’est la spéciﬁcation de l’instance de groupe gérée
par le GroupBoard telle qu’elle est déﬁnie dans la SS.
– SuperGroupBoard : fournit le(s) identiﬁant(s) de GroupBoard qui gère(nt)
chacun une instance de groupe parent de l’instance de groupe de ce GroupBoard.
– SubGroupBoard : fournit le(s) identiﬁant(s) de GroupBoard qui gère(nt) cha-
cun une instance de sous-groupe de l’instance de groupe de ce GroupBoard.
– RolePlayers : cette propriété observable fournit la liste des rôles de l’ins-
tance de groupe et pour chaque rôle le(s) agent(s) l’ayant adopté(s). Ainsi à tra-
vers cette propriété observable, les agents peuvent raisonner sur l’état structurel
d’une instance de groupe relativement à ses rôles ainsi qu’à leur cardinalité.
– ResponsibleScheme : fournit le(s) identiﬁant(s) de SchemeBoard qui
gère(nt) les instances de schémas sociaux dont est responsable l’instance de
groupe géré par GroupBoard.
– ResponsiblePortal : fournit le(s) identiﬁant(s) de PortalBoard qui gère(nt)
les entrées et les sorties d’agents de domaine dans l’instance de groupe géré par
























FIGURE 7.5 – Artefacts organisationnels pour MOISE : GroupBoard et SchemeBoard
Opérations d’un GroupBoard
– leaveClause : cette opération permet à un agent de faire une demande d’aban-
don de clause de son contrat enregistré dans le GroupBoard.
– updateContract : cette opération permet à un agent organisationnel de sup-
primer ou ajouter une clause dans un contrat. Par exemple, si une demande
d’abandon de clause faite par un agent avec l’opération leaveClause est ac-
ceptée, l’OrgAgent utilisera l’opération updateContract pour supprimer la
clause dans le contrat de l’agent ayant fait la demande d’abandon.
– addRespOrgArt : cette opération permet d’une part, d’associer le GroupBoard
avec un SchemeBoard. Le GroupBoard devient ainsi responsable de l’instance
de schéma social gérée par le SchemeBoard. D’autre part, elle permet d’asso-
cier le GroupBoard avec un PortalBoard. Dans ce cas, le PortalBoard gère soient
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les entrées d’agents, soient les sorties d’agents, soient les deux fonctionnalités
pour le GroupBoard.
– removeRespOrgArt : opération inverse de l’opération précédente puisqu’elle
permet de supprimer soit un SchemeBoard dont est responsable le GroupBoard,
soit un PortalBoard qui est responsable de la gestion des entrées et/ou des sorties
d’agents de l’instance de groupe gérée par GroupBoard.
7.3.4 SchemeBoard
Un SchemeBoard est un artefact organisationnel qui gère une instance de schéma
social dans une entité organisationnelle. Selon la spéciﬁcation d’un schéma social
présentée dans le chapitre 5, les propriétés observables d’un SchemeBoard sont les
suivantes (cf. 7.5(b)).
– SchemeSpecification : cette propriété observable fournit la spéciﬁcation du
schéma social. Cette spéciﬁcation permet aux agents qui la consulte de savoir
quelles sont les missions, les buts et les plans du schéma social. Grâce aux
plans, les agents peuvent résonner sur leur coordination avec les autres pour la
réalisation des buts et missions du schéma social.
– ResponsibleGroup : liste des instances de groupe qui sont responsable du
schéma social. Cette propriété est permet de savoir quels sont les liens entre une
instance de schéma social et les instances de groupes dans une OE.
– MissionPlayers : cette propriété observable présente la liste des missions
gérées par le SchemeBoard avec pour chaque mission la liste des agents qui se
sont engagés à la réaliser.
– GoalsStatus : l’ensemble des buts d’un schéma social sont ordonnancés se-
lon des plans qui déﬁnissent en quelque sorte les conditions de réalisation de
chaque but avec les opérateurs de coordination : séquence, parallèle et choix
(cf. ﬁgure 5.4). Nous avons vu dans la section 6.1 la fonction goalStatus qui
déﬁnit les changements d’état des buts d’une instance de schéma social et les
différents états que peut avoir un but au cours de son cycle de vie. La propriété
observable GoalStatus présente l’état courant de chaque but d’une instance
de schéma social.
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– NormStatus : cette propriété observable présente pour chaque agent ayant une
ou plusieurs clauses de contrat qui concerne(nt) des missions et des buts gérés
par le SchemeBoard, l’état des normes relatives à ces clauses de contrat.
Opérations d’un SchemeBoard
– commitMission : cette opération permet aux agents ayant un contrat dans
un GroupBoard responsable d’un SchemeBoard de s’engager aux missions du
schéma social géré par le SchemeBoard. Les missions auxquels l’agent s’en-
gage sont celles qui sont associées aux clauses de son contrat. Dans le cas
contraire se sera une infraction ou transgression de norme.
– L’opération leaveMission(agid, missionid) d’un SchemeBoard sera uti-
lisée suite à une procédure de régulation. En effet, lorsqu’un agent s’engagera à
une mission qui ne fait pas partie des clauses de son contrat, il en résultera une
procédure de régulation au cours de laquelle il pourra être demandé à l’agent
en infraction de se désengager de la mission concernée. Cela devra se faire par
l’exécution de leaveMission.
– updateGoalState : opération utilisée par les agents pour notiﬁer la sa-
tisfaction ou l’impossibilité de satisfaction d’un but. C’est donc l’opération
qui entraîne le changement d’état d’un ou plusieurs but(s) de la propriété
GoalsState que les agents utilisent pour se coordonner dans la réalisations
des buts et missions d’une instance de schéma social.
Ayant présenté chacun des artefacts en lien avec l’OML MOISE, nous illustrerons
leur utilisation dans la prochaine section.
7.3.5 Exemple d’utilisation des artefacts organisationnels
La description ci-dessous présente de façon succincte l’utilisation des OrgArts.
Une description plus détaillée est présentée dans les chapitres 8 et 9.
Considérons à nouveau l’exemple write paper dont nous avons déﬁni la spéciﬁca-
tion organisationnelle dans le chapitre 5 et quelques éléments d’une entité organisa-
tionnelle dans le chapitre 5 (Cf. section 6.2.1).
La création de l’entité organisationnelle wpoe1 correspondante à celle décrite par
l’équation 6.18 avec ORA4MAS consiste initialement en la création de ses artefacts
organisationnels. Celle-ci est faite par un agent qui sera par défaut un agent organisa-
tionnel. Dans la suite nous considérons que l’identiﬁant de cet agent est OrgAgent5.
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Les artefacts organisationnels de wpoe1 sont les suivants :
– Un OrgBoard avec pour identiﬁant wpoe1 pour désigner l’oe.
– Un PortalBoard avec pour identiﬁant wpipor1 pour la gestion de l’instance de
portail correspondante.
– Un GroupBoard avec pour identiﬁant wpigrp1 pour la gestion de l’instance de
groupe correspondante.
– Un SchemeBoard avec pour identiﬁant wpisch1 pour la gestion de l’instance
de schéma social correspondante.
Les propriétés observables de chacun de ces OrgArts permettent aux agents d’accéder
aux informations de l’entité organisationnelle qui sont gérées par l’OrgArt.
Par exemple :
– orgSpecification de l’OrgBoard wpoe1 permet aux agents d’accéder à la
spéciﬁcation organisationnelle complète de wpoe1.
– Par ailleurs, groupSpecification, schemeSpecification et
portalSpecification permettent respectivement d’accéder à la spé-
ciﬁcation de l’instance de groupe gérée par le GroupBoard wpigrp1, le
SchemeBoard wpisch1 et le PortalBoard wpipor1.
Les opérations de chaque OrgArt permettent aux agents d’interagir avec l’entité orga-
nisationnelle. Exemple :
1. La gestion de l’ajout d’une instance de schéma social dont est responsable
une instance de groupe ou d’une instance de portail qui gère les entrées
/ sorties d’une instance de groupe se fait par l’exécution de l’opération
addRespOrgArt(orgArtid, fonction) du GroupBoard.
Ainsi, pour spéciﬁer le fait que wpigrp1 est responsable de wpisch1, OrgAgent5
exécutera addRespOrgArt(wpisch1, SocialScheme) sur le GroupBoard
wpigrp1. Et pour spéciﬁer que wpipor1 gère les entrées / sorties de wpigrp1,
OrgAgent5 exécutera addRespOrgArt(wpipor1, EntryExit).
2. La gestion de la suppression d’une instance de schéma social dont est res-
ponsable une instance de groupe ou d’une instance de portail qui gère
les entrées / sorties de l’instance de groupe se fait par l’exécution de
l’opération removeRespOrgArt(orgArtid, orgArttype) du GroupBoard.
Le paramètre orgArttype permet de savoir dans quelle propriété observable
(ResponsibleSchemes ou ResponsiblePortals) orgArtid doit être sup-
primé.
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3. Gestion des entrées
– La création des appels à candidatures est faite par OrgAgent5 en exécutant
l’opération createCFAC( cfacid, gaid, grpBoardid, schBoardid)
du PortalBoard wpipor1. Les deux premiers paramètre de cette opération
sont les identiﬁants respectifs de l’appel à candidature à créer (cfacid) et de
la porte correspondante (gaid). L’exécution de cette opération pour les portes
ga1 et ga2 de portalSpecification entraîne l’apparition de deux entrées
dans la propriété observable CFACs de wpipor1. Ces deux entrées ont pour
identiﬁant respectif cfac1 et cfac2 et pour valeur respective une structure de
données représentant toutes les informations d’un CFAC tel que présentées
par l’équation 6.5.
– L’enregistrement d’une candidature se fait par l’exécution de l’opération
submitCanditure(cfacid, cand) qui prend en paramètre l’identiﬁant de
l’appel à candidature correspondant à la candidature et une chaîne de carac-
tères représentant les informations de la candidature telle que présentées par
l’équation 6.19.
– L’opération createContract(agid, cfacid) permet à un agent organisa-
tionnel de créer un contrat pour un agent de domaine agid dont la candidature
a été admise pour un appel à candidature cfacid. La création du contrat en-
traînera la création des clauses correspondantes à la porte gacfacid de l’appel
à candidature cfacid.
Ainsi pour créer le contrat de l’agent1 présenté dans la section 6.1.6,
l’OrgAgent5 exécutera l’opération createContract(agent1, cfac1).
– L’opération updateContract(coid, op, cl permet selon la valeur de op
d’ajouter ou supprimer une clause cl dans un contrat coid.
4. Gestion des engagements aux missions et des coopérations à la réalisation des
buts
– Les agents métiers ou de domaine ayant réussi leur processus d’entrée
dans des instances de groupe utiliserons l’opération commitMission(agid,
missionid) du SchemeBoard wpisch1. Les paramètres de cette opération
sont l’identiﬁant de l’agent qui exécute l’opération et celui de la mission à
laquelle l’agent s’engage.
– Lorsque les agents métiers auront à coopérer à la réalisation des buts au Sche-
meBoard wpisch1 en spéciﬁant qu’ils ont réalisé ou pas les buts de leur(s)
contrat(s), ils devront exécuter l’opération updateGoalState(goalid,
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goalstate). Pour cette opération, goalid est l’identiﬁant du but dont l’agent
voudrait modiﬁer l’état avec la valeur goalstate. Exemple, la mise à jour du
but wsec de la clause cl1 du contrat co1 de l’agent1 à l’état achieved, consiste
à exécuter updateGoalState(wsec, achieved).
5. La gestion des abandons de clauses d’un contrat se ferra par l’exécution
de l’opération leaveClause(agid, clauseid) d’un GroupBoard. Ainsi,
si l’agent1 veut abandonner la clause cl2 de son contrat, il exécutera
leaveClause(agid, cl2) du GroupBoard wpigrp1.
6. La gestion des sorties se fait par l’exécution de l’opération
requestExit(agid, grpBoardid). Tout agent qui invoque cette opéra-
tion fournit en paramètre son identiﬁant et l’identiﬁant du GroupBoard qui gère
l’instance de groupe de laquelle il veut sortir.
7. Les opérations orgAgent() et domainAgent() de l’OrgBoard ne prennent
pas de paramètre. Elles servent à obtenir respectivement la liste des agents
organisationnels et la liste des agents de domaines ou métiers de l’entité
organisationnelle.
7.4 Synthèse
Dans ce chapitre nous avons présenté l’infrastructure de gestion d’organisations
multi-agents ouverte ORA4MAS que nous avons développés. Elle est basée sur les
concept du méta-modèle Agent and Artifact (A&A) proposé par Ricci et al. Elle
s’inspire également des implémentations précédentes de MOISE à savoir S-MOISE+
et SYNAI. Cependant, elle se distingue de ces implémentations par l’utilisation du
concept d’artefact organisationnel (OrgArt) qui est l’élément de base de cette OMI.
En effet, les OrgArts héritent des propriétés des artefacts du méta-modèle A&A et en-
capsulent les principales fonctionnalités de gestion d’une entité organisationnel : ges-
tion des entrées, coordination des coopérations, gestion des sorties. Ainsi, les agents
utilisent les propriétés observables des OrgArts pour accéder aux informations d’une
entité organisationnelle et leurs opérations pour réaliser des actions au sein d’une l’en-
tité organisationnelle.
ORA4MAS est constitué de quatre types d’artefacts organisationnels qui per-
mettent de gérer les dimensions d’une organisation représentées avec l’OMLMOISE :
OrgBoard, PortalBoard, GroupBoard, SchemeBoard.
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– L’OrgBoard est un artefact organisationnel qui encapsule et fournit les informa-
tions générale d’une entité organisationnelle : spéciﬁcation organisationnelle,
liste des PortalBoard, GroupBoard, SchemeBoard et des agents de domaines
ainsi que des agents organisationnels.
– Le PortalBoard gère les entrées et les sorties d’agents au sein d’une entité orga-
nisationnelle.
– Le GroupBoard gère les fonctionnalités structurelles d’une entité organisation-
nelle notamment les contrats dans lesquels sont enregistrés les rôles et engage-
ment de chaque agent dans les groupes.
– Le SchemeBoard gère les aspects fonctionnelles et normatives d’une entité
organisationnelle. Elle assure donc la coordination des coopérations entre agent
à la réalisation des buts et missions et met à jour les changements d’état des
normes associées aux agents relativement aux clauses de leurs contrats.
Une entité organisationnelle spéciﬁée avec l’OML MOISE et déployée sous
ORA4MAS sera donc constituée d’un seul OrgBoard et d’un ou plusieurs Portal-
Board, GroupBoard et SchemeBoard.
Aﬁn d’illustrer le fonctionnement de nos propositions de gestion de l’ouverture
au sein d’organisations multi-agents présentées dans les chapitres 5, 6 et 7 de cette
deuxième partie de mémoire de thèse, nous présentons dans la prochaine partie la
mise en oeuvre de ces propositions dans le chapitre 8 avec la description de la pro-
grammation de ORA4MAS et l’illustration de son fonctionnement dans le chapitre 9
avec la présentation d’un cas d’étude.
Troisième partie





Dans les chapitres 5, 6 et 7, nous avons présenté respectivement notre proposition
de modèle de spéciﬁcation d’organisations multi-agents ouvertes, notre approche de
gestion de l’ouverture et l’architecture générale de la plateforme développée pour la
gestion d’organisations multi-agents ouvertes. Dans ce chapitre nous présentons, les
principaux éléments de la mise en oeuvre de ces différents modèles. Ceux-ci nous ont
permis de mener les expérimentations avec un cas d’étude décrites dans le chapitre
suivant. Nous avons structuré la description de l’implémentation de ORA4MAS en
trois sections : (1) l’implémentation et l’intégration des extensions de l’API Moise sur
laquelle est basée ORA4MAS (Cf. Figure 7.3), (2) l’implémentation des artefacts or-
ganisationnels, (3) l’implémentation des agents pour les simulations de gestion d’en-
tités organisationnelles.
8.1 Présentation de l’API MOISE
Dans le chapitre 7, l’infrastructure de gestion d’organisation (OMI) ORA4MAS
a été présentée comme étant basée sur l’API MOISE et l’API CArtAgO (Cf. Sec-
tion 7.2.3). En effet, l’API MOISE peut être considérée comme l’interpréteur en lan-
gage de programmation Java d’une spéciﬁcation organisationnelle (OS) décrite selon
le langage de modélisation d’organisation (OML) MOISE dans un ﬁchier XML. Elle
est donc constituée de toutes les classes qui permettent de créer et gérer les objets qui
représentent l’OS d’une entité organisationnelle.
L’OML MOISE étant une extension de l’OML MOISE+, ORA4MAS s’appuie
et étend l’OMI S-MOISE+ développée pour MOISE+. Les différentes versions du
code sont disponibles à l’adresse http ://sourceforge.net/projects/moise/ﬁles/. L’ex-
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tension de la dernière version (moise-0.8) a consisté à développer les classes qui
implémentent les spéciﬁcations de gestion des entrées / sorties. Ainsi, une nouvelle
version du schéma-XML correspondant aux spéciﬁcations de l’OML MOISE a été
déﬁnie. Cette nouvelle version est enrichie, principalement, de l’élément entryExit-
speciﬁcation qui décrit la structure XML de la dimension entrée / sortie d’une OS.
Les éléments role, mission, goal de cette version ont également été enrichis avec les
éléments adoptRequirement et leaveRequirement. Ces derniers permettent désormais
au concepteur d’une OS de déﬁnir les ensembles d’exigences d’adoption et d’aban-
don des rôles d’une SS, des missions et des buts d’une FS. La version complète du
schéma-XML obtenue suite à ces extensions est fournie en annexe A.
FIGURE 8.1 – Arborescence des pa-
ckages de l’API MOISE
L’implémentation des classes correspon-
dant aux nouvelles spéciﬁcations sont re-
groupées dans le package moise.os.ees tel
que présenté sur la ﬁgure 8.1.
– La classe AssociatedGroupPortal
permet de créer les attributs et les
méthodes pour la gestion des éléments
qui associent un groupe à un portail tel
que spéciﬁé dans la section 5.6.1.
– La classeEES permet de créer les attri-
buts et les méthodes qui gèrent la liste
de tous les portails déﬁnis dans la spé-
ciﬁcation d’entrée / sortie.
– La classe Gate permet de créer les at-
tributs et les méthodes qui déﬁnissent
une porte appartenant à un portail tel
que spéciﬁé ans les sections 5.6.1 et
5.6.2.
– La classe Portal permet de créer les at-
tributs et les méthodes gérant les ensembles d’exigences d’entrée et d’exigences
de sortie, l’ensemble des portes et des groupes associés à un portail (Associa-
tedGroupPortal) selon la spéciﬁcation de la section 5.6.1.
– La classe Requiement permet de créer les attributs et les méthodes qui déﬁ-
nissent une exigence conformément à la spéciﬁcation de la section 5.2.
Nous ne présentons pas les autres packages de l’API car ils sont présentés en détail
dans le document [68].
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L’ensemble des classes des différents packages de l’API permettent de valider la
spéciﬁcation d’une organisation décrite en XML selon le schéma-XML déﬁni et de
créer un ensemble d’objets Java correspondant à une spéciﬁcation organisationnelle
et permettant de régir le comportement des agents dans une entité organisationnelle.
L’ensemble du code de cette nouvelle version de l’API Moise est disponible à
l’adresse http ://sourceforge.net/projects/moise/ﬁles/.
8.2 Implémentation des artefacts organisationnels
Le développement des artefacts organisationnels de ORA4MAS a consisté à im-
plémenter les mécanismes qui assurent le fonctionnement, la gestion et la régulation
d’une entité organisationnelle ouverte dont la spéciﬁcation est décrite avec MOISE.
Ces mécanismes assurent : (1) l’interopérabilité entre les agents et une entité organi-
sationnelle via les propriétés observables et les opérations des artefacts auxquels les
agents ont accès, (2) la gestion des coordinations entre les artefacts organisationnelles
via les opérations de lien (link operation) qui permettent aux artefacts organisationnels
de maintenir la cohérence des données (3) et la gestion du cycle de vie d’une entité
organisationnelle.
Nous avons présenté dans le chapitre 7, les types d’artefacts organisationnels
(OrgBoard, GroupBoard, SchemeBoard, PortalBoard) et pour chaque type ses pro-
priétés observables et ses opérations. Nous présentons ci-dessous les différentes
classes mettant en oeuvre ces artefacts, la manière dont sont crées les instances de
ces artefacts, leurs propriétés observables et le fonctionnement des opérations princi-
pales lorsqu’elles sont exécutées par un agent.
Nous rappelons (Cf. Section 7.1.1) que les artefacts organisationnels héritent des
propriétés d’un artefact qui sont développées dans l’API CArtAgo. Ainsi, les méca-
nismes de base de déﬁnition, création et manipulation d’une propriété observable et
d’une opération sont ceux fournis par cette API.
Le code java ci-dessous (Listing 8.1) présente la classe abstraite OrgArt
de laquelle hérite chaque type d’artefact organisationnel. Nous voyons com-
ment sont déﬁnies une propriété observable (utilisation de la primitive CArtAgo
defineObsProperty), une opération (utilisation de l’annotation @OPERATION)
et une opération de lien (utilisation de l’annotation @LINK) d’un artefact.
– Les propriétés observables sont créées à partir d’attributs déﬁnis dans la classe
d’un artefact. Les données d’une propriété observable sont celles de l’attribut
correspondant à la propriété observable. Ainsi chaque fois que les valeurs des
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données de l’attribut changent la mise à jour de la propriété observable corres-
pondante est faite avec la primitive updateObsProp.
– Les opérations sont des méthodes java qui ne retournent pas de données, mais
dont l’exécution peut générer des perceptions ou évènement que les agents
peuvent recevoir et interpréter pour connaître le résultat de l’exécution de l’opé-
ration. L’émission d’une perception par un artefact est faite avec la primitive
signal. Une perception est un ensemble de chaîne(s) de caractères séparées
par des virgules. Par exemple, l’évènement généré par l’opération init dans le
Listing 8.1 comprend trois chaînes de caractères : la première identiﬁe l’évè-
nement "Init_OrgArt_ev", la deuxième est le nom de l’artefact organisationnel
obtenu par une invocation de la méthode this.getId().getName() fournie
par CArtAgo et la troisième caractérise le résultat de l’opération "succeeded".
Dans la section 8.3 nous verrons comment les agents captent les évènement qui sont
générés par les artefacts.
Listing 8.1 – Code Java de la classe OrgArt
package ora4mas . OrgAr t s ;
import a l i c e . c a r t a g o . ∗ ;
import j a v a . u t i l . A r r a yL i s t ;
import j a v a . u t i l . L i s t ;
/∗ ∗
∗ @author k i t i o
∗ /
pub l i c ab s t r a c t c l a s s OrgArt ex tends A r t i f a c t {
pr i v a t e L i s t < S t r i n g > r e s p on s i b l eO r gAgen t s = new Ar r a yL i s t < S t r i n g > ( ) ;
/∗ ∗
∗ @OPERATION c a l l e d t o i n i t i a l i z e an o r g a n i z a t i o n a l a r t i f a c t
∗ I t d e f i n e s / c r e a t e s one o b s e r v a b l e p r o p e r t y w i t h t h e p r i m i t i v e
∗ d e f i n eOb sP rop e r t y (OBS−PROPERTY−NAME, Corresponden t−ATTRIBUTE )
∗ /
@OPERATION void i n i t ( ) {
d e f i n eOb sP r o p e r t y ( " r e s p on s i b l eO r gAgen t s " , r e s p o n s i b l eO r gAgen t s ) ;
}
/∗ ∗
∗ @OPERATION c a l l e d t o g e t t h e l i s t o f a l l t h e OrgAgents o f t h e a r t i f a c t
∗ @return t h e l i s t o f a l l t h e OrgAgents o f an a r t i f a c t
∗ /
@OPERATION L i s t < S t r i n g > ge tRe spon s i b l eO rgAgen t s ( ) {
re turn r e s p o n s i b l eO r gAgen t s ;
}
/∗ ∗
∗ @LINK−OPERATION c a l l e d t o add a new agen t i n t h e l i s t o f OrgAgents
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∗ @param agName
∗ /
@LINK void addRespons ib l eOrgAgen t s ( S t r i n g agName ){
r e s p on s i b l eO r gAgen t s . add ( agName ) ;
upda t eObsP rope r t y ( " r e s p on s i b l eO r gAgen t s " , r e s p o n s i b l eO r gAgen t s ) ;
}
/∗ ∗
∗ @LINK−OPERATION c a l l e d t o d e l e t e an agen t i n t h e l i s t o f OrgAgents
∗ @param agName
∗ /
@LINK void r emoveRespons ib l eOrgAgen t ( S t r i n g agName ){
r e s p on s i b l eO r gAgen t s . remove ( agName ) ;
upda t eObsP rope r t y ( " r e s p on s i b l eO r gAgen t s " , r e s p o n s i b l eO r gAgen t s ) ;
}
}
8.2.1 Création d’un OrgArt
La création d’un OrgArt se fait en deux étapes : l’initialisation et la conﬁguration.
1. L’initialisation permet de créer une instance d’OrgArt. Cependant, les opéra-
tions présentées dans le chapitre 7 correspondant au type d’OrgArt de l’ins-
tance créée ne sont pas encore exécutables par les agents. En effet, à l’issue de
l’initialisation, un OrgArt est dans un état que nous avons nommé created. Ses
opérations ne seront exécutables que lorsque l’OrgArt sera dans un état active.
Cette démarche résulte de la nécessité de garantir la cohérence des données
et le bon fonctionnement des OrgArt d’une entité organisationnelle. Ainsi, des
instructions de vériﬁcation des valeurs de certaines données ont été déﬁnies.
Certaines de ces instructions étant complexes (nécessitant des interactions avec
d’autres OrgArts) nous les réalisons dans la phase de conﬁguration de l’OrgArt.
Par exemple, une instance de GroupBoard / SchemeBoard / PortalBoard n’ap-
partient à une entité organisationnelle que si sa spéciﬁcation est incluse dans
la spéciﬁcation organisationnelle de cette entité organisationnelle. Cette véri-
ﬁcation est faite lors de la conﬁguration de l’instance créée au travers d’une
interaction (avec une opération lien) avec l’instance d’OrgBoard représentant
l’entité organisationnelle.
2. La configuration permet d’attribuer des valeurs à certains attributs et propriétés
observables d’un OrgArt en exécutant les instructions de vériﬁcation de ces va-
leurs. Si l’opération de conﬁguration d’un artefact organisationnel ne se déroule
pas correctement l’OrgArt reste à l’état "created" et aucune de ses opérations
ne peut être exécutées par un agent. Un agent pourra soit détruire l’artefact, soit
relancer l’opération de configuration avec de nouveaux paramètres.
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L’initialisation est une opération qui est exécutée automatiquement lors de la
création d’un OrgArt. La conﬁguration, en revanche, est une opération qui doit être
invoquée par un agent (nous y reviendrons dans la section 8.3). Selon le type d’un
OrgArt, sa conﬁguration peut nécessiter des paramètres. Nous présentons ci-dessous
les particularités d’initialisation et de conﬁguration des quatre types d’OrgArt.
Pour illustrer la création des artefacts organisationnels pour une entité organisa-
tionnelle avec OR4MAS, nous avons créé les OrgArts de l’exemple "write-Paper"
présenté dans le chapitre 5 et dont le fichier XML est dans l’annexe B. Les fi-
gures 8.2, 8.3(a), 8.3(b), 8.4(a), 8.4(b), 8.5 présentent les valeurs des propriétés obser-
vables des différents OrgArts après leur création (initialisation et conﬁguration).
Initialisation et conﬁguration de l’OrgBoard
Dans le chapitre 7, l’OrgBoard a été présenté comme l’artefact organisationnel dans
lequel l’ensemble de la spéciﬁcation organisationnelle d’une entité organisationnelle
oe est mis à la disposition des agents et où sont enregistrés les identiﬁants de toutes
les instances des autres types d’artefacts organisationnels créés au sein de l’oe.
L’initialisation d’un OrgBoard se fait avec le nom du ﬁchier XML de l’OS qui
régit la gestion d’une entité organisationnelle. La conﬁguration d’un OrgBoard ne né-
cessite pas de paramètre. Elle consiste essentiellement en la création de ses propriétés
observables. En particulier, la valeur de la propriété observable représentant la spéci-
ﬁcation organisationnelle est mise à jour. Cette mise à jour est effectuée si la valeur
de l’attribut représentant l’OS est différente de nulle, c’est-à-dire si le ﬁchier xml de
l’OS a été trouvé et l’objet java représentant la spéciﬁcation a été correctement créé.
Listing 8.2 – Code Java d’initialisation et de conﬁguration de l’OrgBoard
pub l i c c l a s s OrgBoard ex tends OrgArt {
pr i v a t e OrgBoa rdCon t r o l e r myCon t ro l e r ;
/∗ ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
∗ Th i s o p e r a t i o n i n i t i a l i z e t h e OrgBoard
∗ @param orgSpecURI i s t h e name o f t h e xml f i l e o f t h e OS
∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗ ∗ /
@OPERATION void i n i t ( S t r i n g orgSpecURI ) {
myCon t ro l e r = new OrgBoa rdCon t r o l e r ( orgSpecURI ) ;
d e f i n eOb sP r o p e r t y ( " o r gBoa r dS t a t u s " , O r gA r t S t a t e . c r e a t e d ) ;
}
@OPERATION void c o n f i g u r e ( ) {
t ry {
i f ( t h i s . myCon t ro l e r . o r gB o a r d S p e c i f i c a t i o n != nu l l ) {
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d e f i n eOb sP r o p e r t y (ORGBOARD_OBS_PROP0, t h i s . myCon t ro l e r . o r gB o a r d S p e c i f i c a t i o n . g e t I d ( ) ) ;
d e f i n eOb sP r o p e r t y ( " o r gB o a r d S p e c i f i c a t i o n " , t h i s . myCon t ro l e r . o r gB o a r d S p e c i f i c a t i o n ) ;
s i g n a l ( INIT_ORGBOARD_EVENT, t h i s . g e t I d ( ) . getName ( ) , t h i s . t h i sOp I d . getOpName ( ) + " _op " ,
" succeeded " ) ;
}
} catch ( Excep t i on e ) {
upda t eObsP rope r t y (ORGBOARD_OBS_PROP5, O r gA r t S t a t e . e r r o r ) ;
. . .
}
HashMap<S t r i n g , A r t i f a c t I d > groupBoards = new HashMap<S t r i n g , A r t i f a c t I d > ( ) ;
d e f i n eOb sP r o p e r t y (ORGBOARD_OBS_PROP2, g roupBoards ) ;
. . .
u pda t eObsP rope r t y (ORGBOARD_OBS_PROP5, O r gA r t S t a t e . a c t i v e ) ;




FIGURE 8.2 – Exemple "write-paper" : Propriétés observables de l’OrgBoard après
conﬁguraion des autres OrgArts
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Initialisation et conﬁguration de GroupBoard, SchemeBoard et PortalBoard
Au cours de l’initialisation de chacun de ces trois types d’OrgArt, quelques pro-
priétés observables sont créées et, pour certaines, leur valeur est initialisée à nulle. La
conﬁguration est l’étape la plus importante. Pour faciliter la lisibilité du chapitre, nous
ne présentons pas le code de ces méthodes. Il est disponible à l’adresse http ://source-
forge.net/projects/jacamo/ﬁles/ora4mas/ où l’API ORA4MAS peut être téléchargée.
La conﬁguration de ces OrgArt (Cf. Listing 8.3) se fait en précisant le nom de
l’instance d’OrgBoard (représentant l’entité organisationnelle) à laquelle ils appar-
tiendront, et l’identiﬁant de la spéciﬁcation qui régira le fonctionnement de l’OrgArt.
Cette spéciﬁcation correspond respectivement à celle d’un groupe déﬁni dans la SS
pour un GroupBoard, à celle d’un schéma social déﬁni dans la FS pour un Scheme-
Board et à celle d’un portail déﬁni dans la EES pour un PortalBoard. Le GroupBoard
et le SchemeBoard sont conﬁgurés en précisant un troisième paramètre.
Listing 8.3 – Signatures de conﬁgure du GroupBoard, SchemeBoard et PortalBoard
@OPERATION void c o n f i g u r e ( Ob j e c t orgBoardName , Ob j e c t grpSpecName , Ob j e c t superGrpBoardName )
@OPERATION void c o n f i g u r e ( Ob j e c t orgBoardName , Ob j e c t schSpecName , Ob j e c t f i r s tRespGrpBoardName )
@OPERATION void c o n f i g u r e ( Ob j e c t orgBoardName , Ob j e c t porSpecName )
Le troisième paramètre de conﬁguration d’un GroupBoard peut être nul. Dans le
cas où la spéciﬁcation du GroupBoard est celle d’un sous-groupe déﬁni dans la SS, ce
paramètre ne doit pas être nul. Sa valeur doit être l’identiﬁant du GroupBoard parent
auquel il devra être associé. Cette valeur sera enregistrée dans la propriété observable
superGroupBoard (Cf. Section 7.3.3) du GroupBoard à conﬁgurer.
A la ﬁn de la conﬁguration l’identiﬁant du GroupBoard sera transmis au Group-
Board dont l’identiﬁant a été fourni en paramètre de l’opération de conﬁguration. Il y
sera enregistré dans la propriété observable subGroupBoard (Cf. Section 7.3.3).
Pour un SchemeBoard le troisième paramètre de conﬁguration ne peut être nul.
Il représente l’identiﬁant d’un GroupBoard qui sera responsable du SchemeBoard.
Précisons que d’autres GroupBoard pourront être ajoutés comme responsable du
SchemeBoard avec l’opération addResponsibleOrgArt du GroupBoard. Rap-
pelons que l’identiﬁant de chaque GroupBoard responsable d’un SchemeBoard
est enregistré dans la propriété observable responsibleGroups du Scheme-
Board (Cf. Section 7.3.4) et inversement l’identiﬁant de chaque SchemeBoard
dont est responsable un GroupBoard est enregistré dans la propriété observable
responsibleSchemes (Cf. Section 7.3.3).
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(a) Exemple "write-paper" : Propriétés observables du PortalBoard après conﬁguration
(b) Exemple "write-paper" : Propriétés observables du GroupBoard après conﬁguration (1)
FIGURE 8.3 – Exemple "write-paper" : Propriétés observables du PortalBoard et du
GroupBoard après conﬁguration
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(a) Exemple "write-paper" : Propriétés observables du GroupBoard après conﬁguration (2)
(b) Propriétés observables du SchemeBoard (1)
FIGURE 8.4 – Exemple "write-paper" : Propriétés observables du GroupBoard et du
SchemeBoard après conﬁguration
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FIGURE 8.5 – Exemple "write-paper" : Propriétés observables du SchemeBoard après
conﬁguration (2)
8.2.2 Opérations et propriétés observables des OrgArts
Les opérations et les propriétés observables d’un artefact organisationnel per-
mettent aux agents d’interagir avec l’entité organisationnel à laquelle ils appar-
tiennent.
Les propriétés observables permettent essentiellement aux agents d’obtenir des in-
formations sur l’entité organisationnelle. Comme nous l’avons dit ci-dessus, elle sont
déﬁnies à partir d’attributs de l’OrgArt auquel ils appartiennent et les valeurs de leur
données peuvent changer au cours du cycle de vie de l’entité organisationnelle. Ces
changements sont généralement dûs à l’exécution d’une opération. C’est pour cette
raison que nous ne présentons pas l’implémentation des propriétés observables dans
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une section distincte de celle des opérations. Dans les paragraphes ci-dessous nous
présenterons quelques propriétés observables dont les valeurs des données changent
suite à l’exécution des opérations dont nous décrivons l’implémentation.
Les opérations encapsulent les mécanismes de gestion des entrées / sorties, des en-
gagements aux missions et de régulation des agents. Elles ne peuvent être exécutées
que si l’OrgArt est dans l’état "active". Nous présentons ci-dessous deux opérations
de chacun des type d’OrgArt PortalBoard, GroupBoard et SchemeBoard. Nous ne
présentons que deux opérations par type d’OrgArt pour réduire la longueur du cha-
pitre. Les opérations que nous avons choisis de présenter sont celles qui assurent les
principales fonctionnalités du type d’OrgArt auquel elles appartiennent.
Opération du PortalBoard
1. createCFAC : cette opération sert à créer des appels à candidatures qui se-
ront gérés par le PortalBoard. La signature de cette opération est présentée ci-
dessous.
@OPERATION void createCFAC ( S t r i n g c f a c I d , S t r i n g ga t e I d , S t r i n g grpBoardId ,
S t r i n g schBoa rd Id )
L’exécution de cette opération a besoin de quatre paramètres :
– cfacId : l’identiﬁant qui sera attribué à l’appel à candidature.
– gateId : l’identiﬁant de la porte déﬁnie dans la spéciﬁcation de l’instance de
portail gérée par le PortalBoard. C’est cette porte qui fournira les principales
données (cible, exigences, ...) du CFAC (Cf. Section 6.1.5).
– grpBoardId : l’identiﬁant de l’instance de GroupBoard dans laquelle est géré
le rôle associé à la cible de gateId. C’est dans cette instance de GroupBoard
que seront enregistrés les candidats qui seront retenus pour cfacId.
– schBoardId : la valeur de ce paramètre peut être nulle si la cible de gateId est
de la forme (r, _, _). Dans le cas contraire sa valeur est l’identiﬁant de l’ins-
tance de SchemeBoard dans laquelle est gérée la mission associée à la cible
de gateId. C’est dans cette instance de SchemeBoard que devront s’engager
à la mission concernée, les agents dont la candidature aura été retenue pour
cfacId.
L’exécution de cette opération consiste à créer un objet CFAC et à activer le
compteur de sa durée de publication (timeout Cf. Section 6.1.5). L’appel à can-
didature est alors enregistré dans la propriété observable CFACs du PortalBoard.
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Un exemple d’appel de cette opération par un agent pour les porte ga1 et ga2
de l’exemple write-paper est présenté dans l’annexe 6.1.1.
Les ﬁgures 8.6(a) et 8.6 présentent les données de la propriété observable
CFACs dans un exemple d’instance de PortalBoard.
2. submitCandidature : la signature de cette opération est la suivante.
@OPERATION void s u bm i tCand i d a t u r e ( S t r i n g c f a c I d , S t r i n g c a n d i d a t u r e )
Ses deux paramètres représentent respectivement (1) l’identifiant de l’appel à
candidature pour lequel l’agent soumet sa candidature et (2) une chaîne de ca-
ractères qui comprend toutes les informations d’une candidature tel que décrit
dans la Section 6.2.1.1.
Son exécution entraîne la création d’un objet candidature après une analyse syn-
taxique du deuxième paramètre aﬁn d’en extraire des données qui seront enre-
gistrées dans la candidature. L’objet créé est ensuite enregistré dans une liste de
candidatures de l’appel à candidature cfacId. Les candidatures sont analysées
à la ﬁn du délai de publication (timeout) du CFAC si sa valeur est ﬁnie, dans
le cas contraire, elle sont analysées au fur et à mesure de leur soumission. Le
résultat de l’analyse des candidatures est enregistré dans la propriété observable
selectedAgent dont un exemple est présenté sur la ﬁgure 8.7(a).
Lorsqu’un agent est admis pour un appel à candidature et que son contrat est
créé et validé, il est transmis au GroupBoard associé à l’appel à candidature
pour y être enregistré. Les propriétés observables RolePlayers et Contracts
sont mises à jour. Les ﬁgures Fig. 8.7(b), Fig. 8.8(a) et Fig. 8.8(b) montrent des
exemples de valeurs des ces propriétés observables.
Opération du GroupBoard
1. addRespOrgArt : la signature de cette opération est présentée ci-dessous. Elle
permet d’associer à une instance de GroupBoard soit des instances de Portal-
Board qui gèreront les entrées et / ou les sorties des agents dans l’instance
de GroupBoard, soit des instances de SchemeBoard dont les agents ayant un
contrat dans le GroupBoard, pourront être en charge.
@OPERATION void addRespOrgArt ( S t r i n g o rgAr t I d , S t r i n g OrgArtType )
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Le premier paramètre de l’opération est l’identiﬁant de l’artefact organisation-
nel à enregistrer et le second paramètre est son type. Ce dernier permet de sa-
voir dans quelle liste l’OrgArt doit être enregistré. Lorsque l’enregistrement se
déroule correctement, le résultat est visible selon le type de l’OrgArt par les
propriétés observables responsiblePortals et responsibleSchemes du
GroupBoard (Cf. Figure 8.3(b)) et dans la propriété observable GroupBoards
du PortalBoard si le type de l’OrgArt est GroupBoard ou responsibleGroups
du SchemeBoard si le type est SchemeBoard (Cf. Figure 8.3(a) et 8.3(b)).
2. leaveClause : cette opération permet aux agents de faire une demande d’aban-
don de clause de leur contrat après que celui-ci soit enregistré dans le Group-
Board. Une demande d’abandon de clause implique l’analyse des exigences
d’abandon associées aux rôle, mission, et buts qui déﬁnissent la clause. Elle
peut donner lieu à un échange de messages entre l’agent qui souhaite abandon-
ner la clause et l’agent organisationnel qui supervise le GroupBoard. En cas
d’accord entre l’agent organisationnel qui supervise le GroupBoard et l’agent
qui veut abandonner la clause, cette dernière est supprimée dans le contrat. La
signature de cette opération est la suivante.
@OPERATION void l e a v eC l a u s e ( S t r i n g agen t I d , S t r i n g c l a u s e I d )
L’exécution de l’opération supprime la clause dont l’identiﬁant est clauseId
dans le contrat de l’agent dont l’identiﬁant est agentId.
Opération du SchemeBoard
1. commitMission : cette opération permet aux agents de s’engager explicitement
dans une instance de SchemeBoard aux missions pour lesquelles ils ont une ou
plusieurs clause(s) dans leur(s) contrat(s) (CF. section 7.3.4). La signature de
l’opération est présentée ci-dessous.
@OPERATION void commitMiss ion ( S t r i n g agen t I d , S t r i n g m i s s i o n I d )
Cette opération nécessite deux paramètres : l’identiﬁant de l’agent qui veut
s’engager et l’identiﬁant de la mission à laquelle il veux s’engager. Avant l’exé-
cution de cette opération, l’état de la mission missionId pour l’agent agentId
dans la propriété observable NormStatus est notCommited dans l’instance
de SchemeBoard concerné par l’opération (Cf. Figure 8.11(a)). Lorsque
l’exécution de l’opération se déroule correctement l’état de la mission est mis à
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jour avec la valeur commited dans la propriété observable NormStatus et le
nom de l’agent est rajouté dans la liste des nom des agent qui se sont engagés à
lamissionId dans la propriété observable MissionPlayers (Cf. Figure 8.9(a)).
2. updateGoalState : cette opération présentée comme la précédente dans la Sec-
tion 7.3.4 permet aux agents de mettre à jour l’état des buts qu’ils ont à réaliser.
La signature de l’opération présentée ci-dessous montre qu’elle nécessite deux
paramètres. Le premier est l’identiﬁant du but dont l’agent voudrait mettre à
jour l’état et le second est le nouvel état du but.
@OPERATION void up d a t eGo a l S t a t e ( S t r i n g goa l I d , S t r i n g g o a l S t a t e )
Pour que cette opération s’exécute correctement pour un but dont l’identiﬁant
est goalId, l’état de ce but doit avoir la valeur active dans la propriété obser-
vable goalStatus. Dans le cas contraire l’exécution de l’opération génère une
erreur. Les valeurs de goalState peuvent être achieved ou impossible. Dans le
cas où l’exécution se déroule correctement c’est-à-dire sans générer d’erreur,
l’état du but est mis à jour avec sa nouvelle valeur.
Un exemple de changement des valeurs des buts de la propriété observable
goalstatus est présenté par les ﬁgures Fig. 8.11(a) et Fig. 8.11(b).
8.3 Agents utilisant ORA4MAS
Dans le chapitre 3 les systèmes multi-agents ont été déﬁnis comme des systèmes
dans lesquels des agents hétérogènes c’est-à-dire d’architectures différentes (BDI, ...),
de langages de programmation différents (Jade, Jadex, Jason, 2APL, ...) peuvent entrer
et réaliser leurs actions. Ainsi, les auteurs de CArtAgo ont développé des "ponts” entre
CArtAgo et différents langages de programmation d’agents (Jadex, Jason, 2APL) de
façon à permettre aux agents développés avec ces langages de pouvoir utiliser les
artefacts sur la plateforme CArtAgo. Ces "ponts” sont représentés sur la ﬁgure 7.3 par
la couche Cartago-Bridge.
Les organisations multi-agents étant un sous-domaine des SMA, ceux qui sont ou-
verts ou veulent l’être doivent offrir cette propriété. L’infrastructure de gestion d’orga-
nisation (OMI) ouverte ORA4MAS étant basée sur l’API CArtAgo, elle bénéﬁcie des
travaux de cette API pour garantir l’hétérogénéité des agents qui interagissent avec les
OrgArts des entités organisationnelles qui y seront créées.
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Nous avons développé des agents avec le langage Jason pour réaliser nos expé-
rimentations de gestion d’entités organisationnelles ouvertes. Ceux-ci peuvent créer
des artefacts organisationnels, exécuter leurs opérations aussi bien pour les procé-
dures d’entrée / sortie que pour les coopérations à la réalisation des buts des schémas
sociaux. Ils se servent des primitives fournies par l’API CArtAgo présentées dans le
tableau 8.1 pour la manipulation des artefacts.
Les primitives de CArtAgo permettant de manipuler les artefacts sont regroupées
en trois catégories selon leurs fonctions : entrée / sortie dans un worksapce, utilisation
des artefacts, perception de l’environnement [105]. En effet, un workspace est un
concept déﬁni dans le méta-modèle A&A [117] pour représenter l’environnement
d’un SMA. Dans A&A, les artefacts sont créés dans des workspaces et les agents
manipulent les artefacts dans des workspaces. Ainsi, les primitives de la première
catégorie joinWorkspace et quitWorkspace permettent aux agents d’entrer et
de sortir d’un workspace. La deuxième catégorie des primitives makeArtifact,
use, lookupArtifact, observeProperty et disposeArtifact permettent
respectivement de créer un artefact, d’exécuter une opération, de rechercher un
artefact dans un workspace, d’obtenir les données d’une propriété observable et
de supprimer un artefact. Les primitives de la dernière catégorie focus, sense,
stopFocus permettent respectivement de percevoir tous les événements générés
par un artefact, de percevoir un seul évènement à un moment donné, et d’arrêter de
percevoir tous les évènements d’un artefact.
Les codes des agents présentés à l’annexe C sont ceux de quelques agents que
nous avons développés pour réaliser nos expérimentations de création et la gestion
des artefacts organisationnels d’un exemple d’entité organisationnelle dont l’OS est
write-paper.
A travers ces codes, nous pouvons constater que les agents ne s’envoient pas des
messages en permanence aﬁn de se coordonner pour la réalisation des buts du schéma
social. Cette possibilité est offerte grâce à la primitive focus sur l’artefact organisa-
tionnel writePaperSchBoard. La coordination des agents se fait par la perception de
l’évènement qui leur annonce que l’état des buts du schéma social qu’ils ont à réaliser
est possible et qu’ils peuvent donc entreprendre leur réalisation et mettre à jour l’état
les buts concernés à achieved lorsqu’ils auront achevé de les réaliser. De même, les ar-
gents organisationnels se servent de cette primitive pour percevoir les évènements gé-
nérés par les artefacts organisationnels, ainsi que de la primitive observeProperty
pour percevoir le fonctionnement de leur entité organisationnelle et les comportements
des agents aﬁn d’assurer leur fonction de régulation.
Agents utilisant ORA4MAS 185
8.3.1 Régulation des agents
Dans la section 6.3 nous avons énoncé notre démarche de régulation des compor-
tements malveillants des agents en trois phases : (i) détection de la transgression d’une
norme, (ii) la catégorisation du caractère néfaste ou non néfaste de la transgression,
(iii) décision d’application ou pas d’une sanction.
– La phase de détection est faite par les artefacts organisationnels. En effet, un
agent membre d’une instance de groupe géré par un GroupBoard qui est res-
ponsable d’un SchemeBoard peut s’engager à une mission de ce SchemeBoard
alors qu’il n’existe pas de clause dans son contrat impliquant la mission. Ce
comportement étant une transgression de norme, le SchemeBoard ayant exécuté
l’opération génèrera une perception –ou évènement– qui signale la transgres-
sion. De plus, l’identiﬁant ou nom de l’agent apparaîtra alors dans la propriété
observable MissionPlayers.
– La phase de catégorisation de la transgression de norme en néfaste ou non
néfaste pour l’entité organisationnelle est faite par l’agent organisationnel en
charge de la supervision du SchemeBoard.
– La phase de décision est également faite par l’agent organisationnel.
Exemple : nous avons simulé une gestion d’entité organisationnelle ouverte avec
transgression de norme pour l’exemple "write-paper". Pour cette simulation, nous
avons développé un agent organisationnel tom trois agents de domaine alice, jeanne
et bob. Le code de ces agents est fourni dans les annexes C.1, C.2, C.3, C.4.
– L’agent organisationnel tom créé les artefacts organisationnels de l’entité orga-
nisationnel ainsi que les appels à candidatures cfac1 et cfac2 qui seront gérés
par le PortalBoard (Cf. Figure 8.6). Ensuite il supervise les procédures d’entrée
et les actions des agents admis dans l’organisation.
– Processus d’entrée
– L’agent bob soumet une candidature pour cfac2 dont la cible de la porte
est (editor, mMan, _). Il est admis pour cet appel à candidature (Cf. ﬁ-
gure 8.7(a)). Son contrat a été créé, validé et enregistré dans le GroupBoard
(Cf. ﬁgure 8.8(a)) et son nom est enregistré dans la liste des agents qui jouent
le rôle editor dans le GroupBoard (Cf. 8.7(b)).
– Les agents jeanne et alice soumettent des candidatures pour cfac1 dont la
cible de la porte est (writer, _, _). Ils sont admis et leurs contrats ont été
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créés, validés et enregistrés dans le GroupBoard (voir ﬁgures 8.7(a), 8.7(b)
8.8(a), 8.8(b)).
– Engagement aux missions
– L’agent alice s’est engagé aux missions mCol et mBib (Cf. ﬁgure 8.9(a)).
– L’agent jeanne s’est engagé sur la mission mMan bien qu’il n’existe pas de
clause dans son contrat relative à cette mission. Voir ﬁgure 8.9(a), 8.8(b)
8.9(b).
– L’agent bob ne peut pas s’engager à la mission mMan car la cardinalité maxi-
male de celle-ci est "1" et l’agent jeanne s’est déjà engagé à cette mission.
– Traitement de la transgression de norme : (Cf. Annexe C.1, C.4).
L’agent organisationnel tom reçoit l’évènement signalant la transgression de
norme et le catégorise comme néfaste pour l’entité organisationnelle puisque
l’agent tom a été admis pour réaliser cette mission sur la base d’une analyse
d’exigences. Il décide donc d’envoyer un message à l’agent jeanne pour lui de-
mander d’abandonner la mission mMan et se met à l’écoute de l’évènement
généré par une exécution de l’opération leaveMission du SchemeBoard par
l’agent jeanne. Si au terme d’un délai l’agent jeanne n’abandonne pas mMan,
tom peut prendre la décision de sanctionner jeanne.
Dans notre simulation, l’agent jeanne a exécuté l’opération leaveMission
aussitôt après avoir reçu le message. L’exécution de celle-ci a supprimé son
nom dans la propriété observable MissionPlayers. L’agent bob s’est engagé
à la mission pour laquelle il a été admis dans l’entité organisationnelle (Cf.
Fig. 8.10(a), 8.10(b)).
La stratégie de décision appliquée dans ce cas est considérée comme une straté-
gie d’avertissement. Selon les applications et les cas de transgression de norme,
on pourra avoir des stratégies différentes : sanction immédiate, avertissement
puis sanction, pas de sanction ...
– Exécution coordonnée des buts du SchemeBoard
Tant que la cardinalité minimale de chaque mission du SchemeBoard n’est pas
atteinte, l’exécution des buts du schéma ne peut pas commencer. Tous les buts
sont mis en attente -waiting- (cf. Fig. 8.5). Après la régulation de la trans-
gression de norme ci-dessus, chaque agent s’est engagé au(s) mission(s) de son
contrat et la cardinalité minimale de chaque mission est atteinte. L’état des pre-
miers buts est automatiquement mis à possible (cf. Fig. 8.10(a)). L’exécution
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du plan du SchemeBoard peut commencer. L’état d’un but racine de plan dans
un schéma social est automatiquement mis à achieved –en fonction de l’opé-
rateur de plan (séquence, choix ou parallélisme) – lorsque ses sous-buts sont
exécutés (e.g. Fig. 8.11(a)).
Tout au long de l’exécution du plan, les agents sont informés des changements
d’état des buts en observant goalsStatus du SchemeBoard. Les agents dé-
clarent qu’un but a été réalisé par l’opération setGoalState. Avant de s’exé-
cuter, cette opération vériﬁe que l’état du but est possible, que l’agent est
engagé sur la mission associée à ce but. Si ces conditions sont vériﬁées, un évè-
nement annonçant le succès de l’opération est généré et l’état du but est mis à
jour dans la propriété observable goalsState du SchemeBoard avec la valeur
achieved ainsi que dans la propriété observable normStatus du Scheme-
Board pour l’agent ayant exécuté l’opération setGoalState. Si des buts sont
encore dans l’état waiting, l’état du (ou des) but(s) suivant(s) est (sont) mis
à possible en fonction de l’opérateur du plan, sinon le but racine du plan est
automatiquement mis à achieved (Cf. Figure 8.11(b)).
8.4 Synthèse
Dans ce chapitre nous avons décrit la mise en oeuvre de l’infrastructure de gestion
d’organisation multi-agent ouverte (OMI) ORA4MAS. Celle-ci est basée sur l’API
moise qui permet de créer une spéciﬁcation organisationnelle en Java qui a été déﬁnie
avec l’OML MOISE et qui est décrite dans un ﬁchier XML. Nous avons donc montré
quelles sont les extensions qui ont été apportées à cette API aﬁn de lui permettre
d’intégrer nos propositions de spéciﬁcation de processus d’entrées / sorties.
Nous avons ensuite présenté comment sont développés les artefacts organisation-
nels de ORA4MAS. Nous rappelons qu’ils sont basés sur l’API CArtAgo qui im-
plémente le méta-modèle Artefact & Agent et donc les spéciﬁcités des artefacts qui
favorisent le développement d’application multi-agent ouvertes. Nous avons princi-
palement montré comment sont créés les quatre types d’artefacts organisationnels
(OrgBoard, PortalBoard, GroupBoard, SchemeBoard) de ORA4MAS. Nous avons en-
suite présenté quelques opérations des OrgArts qui permettent aux agents d’interagir
avec une entité organisationnelle notamment pour soumettre une candidature d’entrée,
pour supprimer une clause de contrat, pour s’engager à une mission et pour coopérer
à la réalisation des buts d’un schéma social. La présentation de ces opérations a été
illustrée par des exemples de résultat de leur exécution avec des copies d’écrans d’ex-
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périmentations que nous avons fait.
Enﬁn, nous avons montré comment sont développés les agents qui nous ont servi
dans nos expérimentations. Ils ont été développés avec la langage Jason. Nous avons
présenté une simulation de création d’une entité organisationnelle dont la spéciﬁcation
organisationnelle est celle de l’exemple write-paper, que nous avons présenté dans les
chapitres 5 et 6. Celle simulation illustre la création des artefacts organisationnels
des des appels à candidatures, les procédures d’entrée, les engagements aux missions,
une stratégie de régulation d’une transgression de norme et la coopération à la la
réalisation des buts d’un schéma social.
Nous pouvons donc résumer les intérêts d’utiliser les artefacts organisationnels
pour la gestion d’organisations multi-agents ouvertes ci-dessous : (1) Permettre l’hé-
térogénéité des agents (par héritage des avantages de l’API CArtAgo) qui peuvent par-
ticiper au cycle de vie (création, gestion des processus d’entrée / sortie, réalisation des
buts des schémas sociaux, régulation) d’une entité organisationnelle. (2) Rendre ac-
cessible les spéciﬁcations en particulier celles des processus d’entrée sortie au moyen
des propriétés observables. (3) Réduire le code des agents (en réduisant les envois de
messages entre agents) pour leur coordination et pour la régulation avec le mécanisme
de perception des évènements générés par les artefacts.
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Primitives Définitions
joinWorkspace(WsName, WsLocation) Permet à un agent d’entrer dans le works-
pace WsName situé à l’adresse WsLocation
quitWorkspace(WsName) Permet de sortir du workspace WsName
makeArtifact(ArName, ArType, ArID) Permet de créer un artefact qui aura le nom
ArName et le type ArType et enregistre son
identiﬁant dans la variable ArID
lookupArtifactID(ArName, ArID) Permet de chercher l’artefact dont le nom
est ArName dans le workspace et enregistre
son identiﬁant dans la variable ArID
disposeArtifact(ArID) Permet de supprimer l’artefact dont l’iden-
tiﬁant est ArID
use(ArID, OpName(Params), SenID) Permet d’exécuter sur l’artefact dont l’iden-
tiﬁant est ArID l’opération OpName avec
les paramètre(s) Params et d’enregistrer les
évènements générés dans la variable SenID
observeProperty(PropName, ArID) Permet d’obtenir les données de la propriété
observable PropName de l’artefact ArID
sense(SenID, Filter, Timeout) Permet de capter un évènement selon le
filtre Filter à partir des évènement enregis-
trés dans SenID après un délai Timeout
focus(ArID) Permet de capter tous les évènements géné-
rés par l’artefact ArID
stopFocus(ArID) Permet de capter tous les évènements géné-
rés par l’artefact ArID
TABLE 8.1 – Primitives utilisées par les agents pour manipuler les artefacts
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(a) Propriétés observables "CFACs" (1)
(b) Propriétés observables "CFACs" (2)
FIGURE 8.6 – Propriétés observables "CFACs" du PoratalBoard pour l’exemple
"write-paper"
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(a) Propriétés observables "SelectedAgents"
(b) Propriétés observables "RolePlayers"
FIGURE 8.7 – Propriétés observables du "SelectedAgents" PoratalBoard et "Role-
Players" GroupBoard pour l’exemple "write-paper"
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(a) Propriétés observables "Contracts" pour les agents bob et alice
(b) Propriétés observables "Contracts" pour les agents alice et jeanne
FIGURE 8.8 – Propriétés observables du GroupBoard pour l’exemple "write-paper"
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(a) Propriétés observables "MissionPlayers" pour les agents bob, alice et jeanne
(b) Propriétés observables "NormStatus" pour les agents bob, alice et jeanne
FIGURE 8.9 – Propriétés observables du SchemeBoard pour l’exemple "write-paper"
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(a) Propriétés observables "MissionPlayers" pour bob, alice et jeanne après régulation
(b) Propriétés observables "NormStatus" pour bob, alice et jeanne après régulation
FIGURE 8.10 – Propriétés observables du SchemeBoard pour l’exemple "write-paper"
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(a) Propriétés observables GoalStatus, NormStatus (1)
(b) Propriétés observables GoalStatus, NormStatus (2)
FIGURE 8.11 – Propriétés observables du SchemeBoard pour l’exemple "write-paper"
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Chapitre 9
Cas d’étude et expérimentations
Dans ce chapitre nous allons illustrer nos propositions présentées dans les cha-
pitres 5, 6 et 7 avec une organisation qui a pour objectif la construction d’un édiﬁce.
Cet exemple est une extension de l’exemple développé dans le cadre de EASSS 2010
du cours MAOP 1. Dans un premier temps nous allons décrire en quoi consiste de fa-
çon simpliﬁée la construction d’un édiﬁce. Nous présentons ensuite la spéciﬁcation
organisationnelle que nous avons conçue pour cette application. Nous terminerons
le chapitre en présentant comment sont gérés concrètement les mécanismes de mise
en oeuvre des propriétés d’ouverture (interopérabilité, entrée / sortie et contrôle) que
nous proposons dans cette thèse.
9.1 Présentation générale de l’application "construc-
tion d’un édiﬁce"
Notre objectif n’étant pas de faire une présentation exhaustive de tous les détails
relatifs à une construction d’édiﬁce, nous nous contenterons de quelques étapes rela-
tives à une telle entreprise pour illustrer les représentations structurelle, fonctionnelle,
normative et d’entrée/sortie d’une telle application selon le modèle MOISE que nous
avons déﬁni aﬁn d’exprimer la coordination entre les différents acteurs/corps de métier
tels que maçons, charpentiers, plombiers, électriciens, ....
Ainsi, nous supposons que pour l’édiﬁce à construire, nous disposons du terrain
pour la construction. Les principaux travaux pour la construction d’un édiﬁce sont :
le terrassement du terrain, la construction des fondations, l’élévation des murs, la
1. http ://easss2010.emse.fr/
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construction de la charpente et du toit, les installations électriques, plomberies et des
portes et fenêtres, le revêtement des murs intérieurs, des façade, du plafond et du sol.
La réalisation de tous ces travaux est décomposée en trois grandes étapes qui sont
le gros oeuvre, le second oeuvre ou aménagement et les ﬁnitions.
Étape 1 : le gros oeuvre
Cette étape regroupe les travaux de préparation du terrain à construire et de la
construction de la structure de l’édiﬁce. On y retrouve le terrassement, la construc-
tion des fondations et éventuellement du sous sol, et éventuellement la construction
de la structure : murs et/ou piliers porteurs de l’édiﬁce.
Étape 2 : le second oeuvre
Le second oeuvre rassemble tous les travaux qui visent à aménager les différentes
pièces d’un édiﬁce de façon à les préparer pour les travaux de ﬁnitions. Il s’agit de
construire les cloisons de l’édiﬁce, d’installer l’électricité, de faire les travaux de
plomberie, d’installer les portes et les fenêtres, de faire les travaux de préparation
des revêtements du sol, du plafond et des murs.
Étape 3 : les finitions
Les travaux de ﬁnitions sont destinés à rendre un édiﬁce habitable. Ils concernent le
revêtement du plafond, le revêtement du sol, le revêtement des murs intérieurs et des
façades et les ﬁnitions des travaux d’électricité et de plomberie.
9.2 Spécification organisationnelle de l’application
avec MOISE
Après avoir décrit dans la section précédente notre cas d’étude, nous présentons
ci-dessous sa spéciﬁcation avec le langage de modélisation MOISE présenté dans le
chapitre 5.
Aﬁn d’illustrer notre approche de gestion de l’ouverture, notamment les procé-
dures d’entrées / sorties que nous avons déﬁnies dans les chapitres 5 et 6, nous avons
retenu quatre catégories d’exigences sur lesquelles se basera l’analyse des demandes
d’entrée dans l’organisation.
Ainsi, nous avons des exigences qui concernent les ressources (agents -humaines-
et matérielles) que chaque candidat à l’entrée dans l’organisation se propose de dé-
ployer pour la réalisation des buts correspondants à la porte d’entrée pour laquelle il
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candidate. Nous avons associé cette catégorie d’exigences aux différents rôles qui ont
été définis dans la SS de notre cas d’étude.
La deuxième catégorie d’exigences concerne la démarche qualité des candidats à
l’entrée. Cette catégorie d’exigences regroupe pour certains buts et missions à réaliser
dans l’organisation et définis dans la FS, quelques standards ou plus exactement, les
normes française déﬁnies pour les tâches relatives aux buts ou missions concernés.
Les exigences définissant le coût de chaque but de la FS constituent la troisième
catégorie d’exigence. Cette dernière permet à chaque candidat à l’entrée de préciser
son évaluation du coût de chacun des buts associés à la porte d’entrée à laquelle il
dépose sa candidature..
La dernière catégorie d’exigences regroupent celles qui constituent les exigences
d’entrée dans l’organisation, les trois catégories précédemment citées étant des exi-
gences d’adoption. Il s’agit de la taille de l’entreprise candidate à l’entrée ainsi que de
ses références. Appartiennent également à cette catégorie, la démarche sécurité adop-
tée par l’entreprise candidate pour ses employés travaillant sur un chantier ainsi que
la démarche environnementale utilisée par l’entreprise candidate lors de ses interven-
tions sur un chantier.
9.2.1 Spéciﬁcation structurelle
La spécification structurelle (SS) de notre cas d’étude est composée de quatre
groupes, dont le groupe racine et le groupe building_grp. Les autres groupes
bigworks_grp, fitting_grp et finition_grp sont des sous-groupes de building_grp
(cf. Figure 9.1. Parmi les rôles on a (r1 : house_owner) qui est celui du propriétaire de
l’édifice à construire, (r0 : building_company) qui est un rôle abstrait permettant de
regrouper les caractéristiques générales des rôles qui représentent les métiers interve-
nant dans la construction d’un édifice. Par exemple, le rôle r2 : site_prep_contractor
est le rôle représentant les travaux de terrassement. Un maçon est représenté par le rôle
r3 : bricklayer et est chargé de la construction des fondations des mûrs porteurs et des
poutres de l’édifice. Le couvreur (r4 : roofer) s’occupe de la charpente et de la toi-
ture. L’électricien et le plombier (r7 : electrician, r6 : plumber) comme leurs noms
respectifs l’indiquent sont chargés des travaux d’électricité et de plomberie. Le plâ-
trier (r5 : platerer) s’occupe de la construction des cloisons, des travaux d’isolation,
du plafond et de la peinture. Le menuisier (r8 : joiner) installe les ouvertures (portes
et fenêtres) d’un édiﬁce. Le carreleur (r9 : tiles_layer) est responsable de la pose des
carreaux. Le façadier (r10 : frontage_maker) est responsable de l’aménagement des
façades de l’édiﬁce.
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La représentation graphique de la SS est présentée par la ﬁgure 9.1 et le résumé

































FIGURE 9.1 – Spéciﬁcation structurelle de l’application « building house »
Selon la description formelle d’une SS présentée dans le chapitre 5, la SS de notre
cas d’étude est spéciﬁée comme suit :
SS = 〈R,Gr,❁〉
– Gr = {building_grp, bigworks_grp, fitting_grp, finition_grp} : l’en-
semble des groupes de la SS.
– R = {r0, r1, r2, r3, r4, r5, r7, r8, r9, r10} : l’ensemble des rôles déﬁnis pour la
SS du cas d’étude. La tableau 9.1 présente la correspondance entre les indices
ri ∈ R, (0 < i < 10) des rôles et les noms des rôles présentés dans la ﬁgure 9.1.
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– ❁ : la relation d’héritage entre certains rôles de la SS déﬁnie comme suit :
∀r ∈ R\(Rabs ∪ r1), r ❁ r0 , Rabs = {r0} est l’ensemble des rôles abstraits de
la SS.
Spéciﬁcation du groupe building_grp
Avant de présenter la spéciﬁcation du groupe building_grp, rappelons la représen-
tation formelle d’un groupe selon le langage MOISE présentée dans le chapitre 5.








gr , nggr, nrgr〉
Un groupe est donc composé de l’ensemble de ses rôles, de l’ensemble de ses sous-
groupes, des ensembles de ses liens intra-groupe et inter-groupe, des ensembles de ses
contraintes de compatibilités intra-groupe et inter-groupe, des fonctions permettant
respectivement de déﬁnir les cardinalités de ses sous-groupes et celles de ses rôles.
Ainsi, la spéciﬁcation du groupe building_grp est la suivante :
building_grp = 〈Rbuilding_grp, SGbuilding_grp, L
intra
building_grp, φ, φ, φ, ngbuilding_grp,
nrbuilding_grp〉
– Rbuilding_grp = {r1}
– SGbuilding_grp = {bigworks_grp, fitting_grp, finition_grp}
– Lintrabuilding_grp = {l1, l2}
– l1 = 〈r1, r0, aut〉
– l2 = 〈r0, r0, com〉
– La cardinalité minimale et maximale de chacun des sous-groupes de
building_grp déﬁnie par la fonction ngbuilding_grp est donnée ci-dessous :
ngbuilding_grp(bigworks_grp) = (1, 1)
ngbuilding_grp(fitting_grp) = (1, 1)
ngbuilding_grp(finition_grp) = (1, 1)
– La fonction nrbuilding_grp fourni la cardinalité minimale et maximale du seul
rôle r1 du groupe building_grp : nrbuilding_grp(r1) = (1, 1)
Comme nous l’avons dit ci-dessus, building_grp est le groupe racine de notre cas
d’étude. Il comprend l’unique rôle r1 et tous les autres groupes de la SS sont ses sous-
groupes. L’ensemble de ses liens inter-groupe est vide et il a deux liens intra-groupe.
Le premier est un lien d’autorité entre le rôle r1 et le rôle abstrait r0, et le second est
Spéciﬁcation organisationnelle de l’application avec MOISE 202
un lien de communication entre r0 et r0. Puisque r0 est un rôle abstrait alors tous les
rôles qui héritent de r0 héritent de ce lien de communication. De même, le rôle r1 a
autorité sur tout rôle qui hérite de r0. Les ensembles des contraintes de compatibilité
intra-groupe et inter-groupe de building_grp sont vides.
Spéciﬁcation du groupe bigworks_grp
Le groupe bigworks_grp est formellement déﬁni ci-dessous. Il comprend trois
rôles r2, r3, r4. Contrairement au groupe building_grp, il n’a pas de sous-groupe et
ses ensembles de liens inter-groupe et intra-groupe sont vides ainsi que l’ensemble
de contraintes de compatibilité inter-groupe. Cependant, ses rôles héritent des liens
de communication intra-groupe et inter-groupe déﬁnis sur le rôle abstrait r0. Il existe
une contrainte de compatibilité intra-groupe qui est déﬁnie entre les rôles r2 et r3.
Ainsi, tout agent jouant le rôle r2 : site_prep_contractor peut également jouer le
rôle r3 : bricklayer dans l’instance de groupe des gros travaux (bigworks_grp) de
construction d’un édiﬁce. La cardinalité respective de chaque rôle est donnée par la
fonction nrbigworks_grp.
bigworks_grp = 〈Rbigworks_grp, φ, φ, C
intra
bigworks_grp, φ, ngbigworks_grp, nrbigworks_grp〉
– Rbigworks_grp = {r2, r3, r4}
– Cintrabigworks_grp = {comp1}
– comp1 = r2 ⊲⊳ r3
– Valeur de nrbigworks_grp pour chaque rôle.
nrbigworks_grp(r2) = (1, 2)
nrbigworks_grp(r3) = (1, 1)
nrbigworks_grp(r4) = (1, 2)
– Puisque le groupe bigworks_grp n’a pas de sous-groupe, la fonction
ngbigworks_grp n’est déﬁnie pour aucune valeur.
Spéciﬁcation du groupe fitting_grp
De même que le groupe bigworks_grp, fitting_grp n’a pas de sous-groupe et ses
ensembles de liens inter-groupe et intra-groupe sont vides. Ses trois rôles qui héritent
des liens de communication intra-groupe et inter-groupe déﬁnis sur le rôle abstrait r0.
Il existe une contrainte de compatibilité inter-groupe entre son rôle r5 et le rôle r9 du
groupe finition_grp. L’ensemble de ses contraintes de compatibilité intra-groupe est
vide et puisqu’il n’a pas de sous-groupe, la fonction ngfitting_grp n’est déﬁnie pour
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aucune valeur. Sa spéciﬁcation selon le langage MOISE est la suivante :
fitting_grp = 〈Rfitting_grp, φ, φ, φ, φ, ngfitting_grp, nrfitting_grp〉
– Rfitting_grp = {r5, r6, r7}
– Cinterfitting_grp = {comp2}
– comp2 = r5 ⊲⊳ r9
– Valeur de nrfitting_grp pour chaque rôle.
nrfitting_grp(r5) = (1, 3)
nrfitting_grp(r6) = (1, 1)
nrfitting_grp(r7) = (1, 1)
Spéciﬁcation du groupe finition_grp
Le groupe finition_grp a trois rôles r8, r9, r10 dont la cardinalité de chacun est
donnée par la fonction nrfinition_grp. Comme tous les sous-groupes du groupe racine
builiding_grp de la SS de notre cas d’étude, il n’a pas de sous-groupe. En consé-
quence, la fonction ngfinition_grp n’est déﬁnie pour aucune valeur. finition_grp n’a
pas de lien intra-groupe, ni inter-groupe. Mais comme pour les groupes bigworks_grp
et fitting_grp présentés ci-dessus, ses rôles héritent des liens de communication
intra-groupe et inter-groupe déﬁnis sur le rôle abstrait r0. Il n’a également pas de
contrainte de compatibilité intra-groupe et inter-groupe.
finition_grp = 〈Rfinition_grp, φ, φ, φ, φ, ngfinition_grp, nrfinition_grp〉
– Rfinition_grp = {r8, r9, r10}
– Valeur de nrfinition_grp pour chaque rôle.
nrfinition_grp(r8) = (1, 2)
nrfinition_grp(r9) = (1, 1)
nrfinition_grp(r10) = (1, 1)
Spéciﬁcation des exigences des rôles
Les rôles d’une SS peuvent être attachés à des concepts qui peuvent être des portes
d’entrée dans une organisation. Ainsi, à certains rôles de notre cas d’étude sont as-
sociés des exigences d’engagement et des exigences d’abandon. En particulier, pour
chaque rôle qui hérite de r0 : building_company deux exigences d’engagements sont
déﬁnies : le nombre de ressources humaines et la liste de ressources matérielles qui
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Role-Id Intitulé cardinality AdoptReq LeaveReq
r0 building_company
r1 house_owner (1, 1) φ φ
r2 site_prep_contractor (1, 2) ar1r2, ar2r2 φ
r3 bricklayer (1, 1) ar1r3, ar2r3 φ
r4 roofer (1, 2) ar1r4, ar2r4 φ
r5 plasterer (1, 3) ar1r5, ar2r5 φ
r6 plumber (1, 1) ar1r6, ar2r6 φ
r7 electrician (1, 1) ar1r7, ar2r7 φ
r8 joiner (1, 2) ar1r8, ar2r8 φ
r9 tiles_layer (1, 1) ar1r9, ar2r9 φ
r10 frontage_maker (1, 1) ar1r10, ar2r10 φ
TABLE 9.1 – Rôles de l’application « house_building »
seront déployées par le candidat pour la réalisation des engagements relatifs au rôle.
Avant de présenter les exigences d’engagement et d’abandon des rôles de notre cas
d’étude, nous rappelons ci-dessous la représentation d’une exigence présenté dans la
section 5.2.
Requirement ::= 〈type, RExpr, property〉
type ::= EntryReq|AdoptReq|LeaveReq|ExitReq
RExpr ::= SRExpr | (RExpr " ∧ " RExpr) | (RExpr " ∨ " RExpr)
SRExpr ::= (Term op V alue) | (Term " == " "_")
op ::= " == " | " 6 " | " > " | " < " | " > " | " 6= "
property ::= mandatory|optional
Une exigence qui concerne le nombre de ressources humaines
(team_memb_numb) pour un rôle ri est notée ar1ri, tandis qu’une exigence
qui concerne la liste de ressources matérielles est notée ar2ri. La représentation
générale de chacune de ces exigences est la suivante :
ar1ri = 〈AdoptReq, team_memb_numb ≤ v1 ∧
team_memb_numb ≥ v2,mand〉, v1, v2 ∈ N
ar2ri = 〈AdoptReq,material_provided == _,mandatory〉
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La représentation de ar1ri permet de préciser un intervalle de valeur du nombre
de personnel souhaité pour chaque rôle. Quant à la représentation de ar2ri puisqu’il
revient à chaque agent candidat de donner la liste de matériel qu’il déploiera pour la
réalisation des engagements du rôle considéré, l’expression de l’exigence se résume à
material_provided == _ qui signiﬁe que la valeur de material_provided n’est pas
prédéﬁnie.
Pour tous les rôles r2, ..., r10 qui héritent de r0 nous ne re-préciserons pas ici
leur exigence ar2ri puisque c’est la même représentation quelque soit le rôle. Ainsi,
ar2r2 = ... = ar2r10 = 〈AdoptReq,material_provided == _,mandatory〉.
Liste des exigences ar1ri pour les rôles r2, ..., r10
ar1r2 = 〈AdoptReq, team_numb ≤ 5 ∧ team_numb ≥ 3,mandatory〉
ar1r3 = 〈AdoptReq, team_numb ≤ 7 ∧ team_numb ≥ 5,mandatory〉
ar1r4 = 〈AdoptReq, team_numb ≤ 10 ∧ team_numb ≥ 4,mandatory〉
ar1r5 = 〈AdoptReq, team_numb ≤ 5 ∧ team_numb ≥ 2,mandatory〉
ar1r6 = 〈AdoptReq, team_numb ≤ 3 ∧ team_numb ≥ 2,mandatory〉
ar1r7 = 〈AdoptReq, team_numb ≤ 6 ∧ team_numb ≥ 1,mandatory〉
ar1r8 = 〈AdoptReq, team_numb ≤ 5 ∧ team_numb ≥ 3,mandatory〉
ar1r9 = 〈AdoptReq, team_numb ≤ 7 ∧ team_numb ≥ 4,mandatory〉
ar1r10 = 〈AdoptReq, team_numb ≤ 10 ∧ team_numb ≥ 4,mandatory〉
9.2.2 Spéciﬁcation fonctionnelle
La spéciﬁcation fonctionnelle (FS) d’une simulation de construction d’un édiﬁce
comprend les schémas sociaux qui décrivent la façon dont les agents vont se coordon-
ner pour mener à bien les missions et les buts spéciﬁques aux travaux de constructions.
Sa spéciﬁcation selon le langage MOISE est déﬁnie comme suit.
FS = 〈S, Pr〉
Aucune préférence Pr n’est déﬁnie sur les missions du schéma social S de ce cas
d’étude. La description détaillée de S selon le langage MOISE est présentée ci-
dessous. Elle fournit les ensembles des buts (Gbhs), des missions (Mbhs), et des plans
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(Pbhs) du schéma social, ainsi que les fonctions qui déﬁnissent les cardinalités des mis-
sions (nmbhs), des buts (ngbhs), ainsi que la fonctionmobhs qui déﬁnit le sous ensemble
de buts d’une mission. La déﬁnition correspondante aux identiﬁants des missions de
la spéciﬁcation ci-dessous est présentée dans le tableau 9.2 et celle correspondante
aux identiﬁants de buts est fournie dans la tableau 9.3. La représentation graphique du
schémas social est présentée par la ﬁgure 9.2.
S = {build_house_sch}






Gnodesbhs = {g0, g01, g02, g03, g04, g11, g12, g13, g14, g15}
Gleavesbhs = {g1a, g1b, g2a, g2b, g3a, g3b, g4a, g4b, g4c, g4d,
g5a, g5b, g5c, g6a, g6b, g6c, g7a, g7b, g8a, g9a}
Mbhs = {m1,m2,m3,m4,m5,m6,m7,m8,m9,m10}
Pbhs = {p0, p1, p11, p12, p13, p14, p2, p21, p22, p2}
p0 = 〈g0, , , Gp0〉, Gp0 = {g01, g03, g04}
p1 = 〈g01, , , Gp1〉, Gp1 = {g1a, g11, g12, g02}
p11 = 〈g11, ‖ , Gp11〉, Gp11 = {g2a, g1b}
p12 = 〈g12, ‖ , Gp12〉, Gp12 = {g2b, g5a, g6a}
p13 = 〈g02, ‖ , Gp13〉, Gp13 = {g13, g4a}
p14 = 〈g13, , , Gp14〉, Gp14 = {g3a, g3b}
p2 = 〈g03, , , Gp2〉, Gp2 = {g14, g15}
p21 = 〈g14, ‖, Gp21〉, Gp21 = {g4b, g5b, g6b}
p22 = 〈g15, ‖, Gp22〉, Gp22 = {g7a, g7b, , g9a}
p3 = 〈g04, , , Gp3〉, Gp3 = {g4c, g8a, g5c, g6c, g4d}
Les déﬁnitions en extension des fonctions nmbhs et mobhs sont présentées dans
le tableau 9.2 ainsi que la liste des exigences d’engagement et d’abandon de chaque
mission. La valeur de la fonction ngbhs pour chaque but de Gbhs est présentée dans le
tableau 9.3 ainsi que les exigences d’engagement et d’abandon de chaque but.
Spéciﬁcation des exigences des missions
Une mission dans une organisation déﬁnie avec l’OML MOISE est composée




































































FIGURE 9.2 – Schéma social de l’application « building house »
d’un ensemble de buts que doit réaliser tout agent qui s’engage à la mission. Ainsi,
les exigences d’engagements des missions et des buts de notre cas d’étude ont pour
objectif de se prémunir de la bonne réalisation de l’objectif ou but racine du schémas
social objectif qui n’est autre que la simulation de la construction d’un édiﬁce. Cet
objectif se décline en missions et buts de la spéciﬁcation fonctionnelle de notre cas
d’étude. Ainsi, les deux types d’exigences que nous avons déﬁnis pour notre cas
d’étude sont (1) les standards français en vigueur pour les travaux de construction, (2)
Le coût de réalisation des missions et buts.
Pour le cas particulier de spécification d’un standard comme exigence d’engage-
ment pour une mission, il faut s’assurer que ce standard concerne tous les buts de la
mission. Ainsi, plusieurs missions n’ont pas d’exigences de type standard car leurs
buts étant très indépendants, il n’existe pas de standard pour toute la mission, mais
des standards spécifiques à chaque but.
En ce qui concerne la spécification d’exigence de type coût de réalisation d’une
mission, nous avons décidé qu’elle correspond à la somme du coût de réalisation de
chaque but de la mission. Raison pour laquelle, nous n’avons pas défini ce type d’exi-
gence pour les missions de notre cas d’étude. Cette exigence étant définie pour chaque
but de la FS, et donc la valeur correspondante au coût de réalisation d’une mission
pourra être calculée à partir des valeurs de réalisation de chacun de ses buts.
Nous présentons ci-dessous les exigences d’engagements qui ont été définies pour
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Id Intitulé nmbuild_house_sch mobhs AdoptReq LeaveReq
m0 manage_building (1, 1) g0 φ φ
m1 prepare_site (1, 2) {g1a, g1b} φ φ
m2 build_structure (1, 1) {g2a, g2b} φ φ
m3 build_roof (1, 2) {g3a, g3b} φ φ
m4 build_int-wall (1, 3) {g4a, g4b, g4c, g4d} φ φ
m5 install_plumbing (1, 1) {g5a, g5b, g5c} ar1m5, ar2m5 φ
m6 install_electricity (1, 1) {g6a, g6b, g6c} ar1m6 φ
m7 ﬁt_door-windows (1, 2) {g7a, g7b} φ φ
m8 ﬁt_tiler (1, 1) {g8a} ar1m8 φ
m9 ﬁt_frontage (1, 1) {g9a} φ φ
TABLE 9.2 – Missions de l’application « house_building »
les missionsm5,m6 etm8. Les autres missions n’ont pas d’exigence d’engagement.
ar1m5 = 〈AdoptReq, has_standard == DTU 60.11,mandatory〉
ar2m5 = 〈AdoptReq, has_standard == DTU 65,mandatory〉
ar1m6 = 〈AdoptReq, has_standard == NF C 15-100,mandatory〉
ar1m8 = 〈AdoptReq, has_standard == DTU 52.1,mandatory〉
Spécification des exigences des buts
Toute exigence d’engagement à un but giα (cf. tableau 9.3) de type coût de réalisation
du but est notée ar1giα et est représentée de la façon suivante.
ar1giα = 〈AdoptReq, goal_cost == _,mandatory〉
Cette représentation exprime le fait que la valeur du coût d’un but représenté par le
terme goal_cost n’est pas prédéfiniemais doit être fournie par tout agent qui candidate
à l’engagement à ce but. Ainsi, pour chaque but giα du tableau 9.2 ) pour lequel une
exigence ar1giα, on considérera qu’elle s’exprime comme ci dessus.
Exemple, les exigences ar1g1a, ar1g1b, ar1g4d, ar1g5c, ar1g9a des buts
g1a, g1b, g4d, g5c, g9a sont spéciﬁées comme suit :
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ar1g1a = 〈AdoptReq, goal_cost == _,mandatory〉
ar1g1b = 〈AdoptReq, goal_cost == _,mandatory〉
ar1g5c = 〈AdoptReq, goal_cost == _,mandatory〉
ar1g4d = 〈AdoptReq, goal_cost == _,mandatory〉
ar1g9a = 〈AdoptReq, goal_cost == _,mandatory〉
Les exigences de type standard déﬁnies pour quelques buts de la FS sont présen-
tées ci-dessous.
ar2g3a = 〈AdoptReq, has_standard == NF P 21-203-1,mandatory〉
ar2g3b = 〈AdoptReq, has_standard == NF P 31-301,mandatory〉
ar2g7b = 〈AdoptReq, has_standard == DTU 36.1,mandatory〉
ar2g9a = 〈AdoptReq, has_standard == DTU 59.1,mandatory〉
L’exigence d’abandon de chaque but notée lrgID avec gID est l’identiﬁant du but.
Elle est de la forme suivante :
lrgID = 〈LeaveReq, hasF inishedGoal == _,mandatory〉
Quelques exemples d’exigence d’abandon pour quelques buts de la FS sont ci-dessous
présentée.
lrg1a = 〈LeaveReq, hasF inishedGoal == _,mandatory〉
lrg1b = 〈LeaveReq, hasF inishedGoal == _,mandatory〉
lrg5c = 〈LeaveReq, hasF inishedGoal == _,mandatory〉
lrg4d = 〈LeaveReq, hasF inishedGoal == _,mandatory〉
lrg9a = 〈LeaveReq, hasF inishedGoal == _,mandatory〉
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Id intitulé ngbuild_house_sch ttf AdoptReq LeaveReq
g1a escavation (1, 1) 1 week ar1g1a lrg1a
g1b roal_sewer_system (1, 1) 3 week ar1g1b lrg1b
g2a fondation_built (1, 1) 4 weeks ar1g2a lrg2a
g2b walls_built (1, 1) 6 weeks ar1g2b lrg2b
g3a roof-structure_built (1, 1) 2 weeks ar1g3a, ar2g3a lrg3a
g3b roof_built (1, 1) 2 weeks ar1g3b, ar2g3b lrg3b
g4a steelframe_built (1, 1) 1 week ar1g4a lrg4a
g4b isolation_made (1, 1) 1 week ar1g4b lrg4b
g4c ceilling_made (1, 1) 1 week ar1g4c lrg4c
g4d interior_painted (1, 1) 1 week ar1g4d lrg4d
g5a pl_incorporation (1, 1) 2 weeks ar1g5a lrg5a
g5b pl_installed (1, 1) 4 weeks ar1g5b lrg5b
g5c pl_ﬁnitions (1, 1) 1 weeks ar1g5c lrg5c
g6a el_incorporation (1, 1) 2 weeks ar1g6a lrg6a
g6b el_installed (1, 1) 4 weeks ar1g6b lrg6b
g6c el_ﬁnitions (1, 1) 1 weeks ar1g6c lrg6c
g7a doors_ﬁtted (1, 1) 1 week ar1g7a lrg7a
g7b windows_ﬁtted (1, 1) 1 week ar1g7b, ar2g7b lrg7b
g8a tiles_layed (1, 1) 2 week ar1g8a lrg8a
g9a frontage_ﬁtted (1, 1) 2 week arg9a, ar2g9a lrg9a
TABLE 9.3 – Buts feuilles de l’application « house_building »
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9.2.3 Spéciﬁcation normative
Les normes qui régissent les droits et devoirs des rôles de la SS vis à vis des
missions de la FS sont présentés dans le tableau 9.4.
– NS = 〈N〉
– ∀n ∈ N, n = 〈condition, role, type,mission, ttf〉
– N = {n1, n2, n3, n4, n5, n6, n7, n8, n9, n10}
nid condition role type mission TTF
n0 r1 obligation m0 –
n1 r2 obligation m1 3 weeks
n2 r3 obligation m2 10 weeks
n3 r4 obligation m3 4 weeks
n4 r5 obligation m4 6 weeks
n5 r6 obligation m5 3 weeks
n6 r7 obligation m6 3 weeks
n7 r8 obligation m7 3 weeks
n8 r9 obligation m8 1 week
n9 r10 obligation m9 1 week
TABLE 9.4 – Normes de l’application « house_building »
9.2.4 Spéciﬁcation d’entrée / sortie
La quatrième dimension de l’OS de notre cas d’étude décrit les moyens déﬁnis
pour la gestion de la propriété d’entrée / sortie de la problématique d’ouverture étudiée
dans nos travaux. Ainsi la spéciﬁcation d’entrée / sortie (EES) comprend la spéciﬁca-
tion des portails qui permettront aux agents d’accéder aux informations relatives aux
procédures d’entrée / sortie. Les exigences d’entrée / sortie de ce cas d’étude ont une
particularité liée au domaine –travaux de construction d’édiﬁces– de cette application.
En effet, nous considérons qu’un agent qui souhaite entrer dans une instance d’orga-
nisation de ce cas d’étude représente une entreprise prestataire de services liées aux
travaux de construction d’édiﬁces. Ainsi, nous nous sommes inspirés des procédures
réelles d’attribution de marchés dans le domaine de travaux de bâtiment pour déﬁnir
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les types d’exigences d’entrée / sortie. Pour nos expérimentations, parmi les diverses
caractéristiques ou données que doit remplir ou fournir une entreprise candidate à un
appel d’offre de travaux de construction, nous avons retenu les suivantes : le chiffre
d’affaire de l’entreprise, l’effectif de son personnel, les moyens qu’elle met en oeuvre
en terme de démarche de sécurité de ses employés dans l’exercice de leurs tâches et
la démarche environnementale qui doit être appliquée par ses employés pendant la
réalisation de leurs tâches aﬁn de préserver le plus possible leur environnement de
travail.
Les valeurs de ces différentes données dépendent du travail à réaliser décrit dans
l’appel d’offre et ne sont pas toujours communiquées lors de l’appel d’offre. La spé-
ciﬁcation d’entrée sortie de l’application est donc décrite ci-dessous.
– EES = 〈P 〉, P = {p1, p2, p3}
– p1 = {Grp1, Gap1, EntryReqp1, ExitReqp1, typep1, hasgatep1}
– Grp1 = {building_house, bigworks_grp}
– Gap1 = {ga0, ga1, ga2, ga2}
– EntryReqp1 = {enr1p1, enr2p1, enr3p1}
– enr1p1 = 〈EntryReq, Turnover == _,mand〉
– enr2p1 = 〈EntryReq, StaffsSize == _,mand〉
– enr3p1 = 〈EntryReq, EnvironmentRules == _,mand〉
– ExitReqp1 = φ
– p2 = {Grp2, Gap2, EntryReqp2, ExitReqp2, typep2, hasgatep2}
– Grp2 = {fitting_grp}
– Gap2 = {ga4, ga5, ga6}
– EntryReqp2 = {enr1p2, enr2p2, enr3p2}
– enr1p2 = 〈EntryReq, Turnover == _,mand〉
– enr2p2 = 〈EntryReq, StaffsSize ≤ v1 ∧ StaffsSize ≥ v2,mand〉
v1, v2 ∈ N
– enr3p2 = 〈EntryReq, EnvironmentRules == _,mand〉
– ExitReqp2 = φ
– p3 = {Grp3, Gap3, EntryReqp3, ExitReqp3, typep3, hasgatep3}
– Grp3 = {finition_grp}
– Gap3 = {ga7, ga8, ga9}
– EntryReqp3 = {enr1p3, enr2p3, enr3p3}
– enr1p3 = 〈EntryReq, Turnover ≤ v1 ∧ Turnover ≥ v2,mand〉
v1, v2 ∈ N
– enr2p3 = 〈EntryReq, StaffsSize == _,mand〉
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– enr3p3 = 〈EntryReq, EnvironmentRules == _,mand〉
– ExitReqp3 = φ
gr ∈ Grp1 ∪Grp2 ∪Grp3 typep(gr) hasgatep(gr)
building_house EntryExit {ga0}
bigworks_grp EntryExit {ga1, ga2, ga2}
fitting_grp EntryExit {ga4, ga5, ga6}
finition_grp EntryExit {ga7, ga8, ga9}
TABLE 9.5 – Fonctions type, hasgate pour les groupes associés aux portails
ga ∈ Gap1 ∪Gap2 ∪Gap3 hastargetga
ga0 (house_owner, _, _)
ga1 (site_prep_contractor, _, _)
ga2 (bricklayer, _, _)
ga3 (roofer, _, _)
ga4 (plasterer, _, _)
ga5 (plumber, _, _)
ga6 (electrician, _, _)
ga7 (joiner, _, _)
ga8 (tiles_layer,m8, _)
ga9 (frontage_maker,m9, g9a)
TABLE 9.6 – Fonctions hastarget des portes d’entrée
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FIGURE 9.3 – Représentation de l’EES de l’application « house_building »
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9.3 Gestion de l’ouverture d’une entité organisation-
nelle de «House_building »
Les expérimentations de gestion de l’ouverture au sein d’une entité organisation-
nelle ayant l’OS de notre cas d’étude décrit ci-dessus sont présentés dans les sections
suivantes.
9.3.1 Création des artefacts organisationnels de l’organisation
Dans cette étape, des agents organisationnels créent les artefacts organisationnels
qui gèreront les instances de portails, groupes et schémas sociaux qui seront utilisés
dans l’entité organisationnelle.
Par défaut, nous considérons que l’agent qui crée un artefact organisationnel est
un agent organisationnel et qu’il supervise l’utilisation de cet OrgArt. Il reçoit donc
tous les évènements générés par cet OrgArt ainsi que les modiﬁcations des propriétés
observables de l’OrgArt. De plus, nous avons choisi qu’un agent qui crée une instance
de PortalBoard crée également les appels à candidatures de ce PortalBoard.
La création des artefacts organisationnels se déroule de la façon suivante :
1. La création d’un OrgBoard buildHouse_OrgB par un agent nommé hercule,
et la création d’un GroupBoard buildHouse_buildingGrpB avec la spéciﬁ-
cation du groupe building_grp présentée dans la section 9.2.4.
2. La création par un agent nommé benedicte d’un Group-
Board buildHouse_bigworksGrpB dont la spéciﬁcation sera celle du
groupe bigworks_grp présentée dans la section 9.1. La création d’un Portal-
Board buildHouse_p1PorB avec la spéciﬁcation du portail p1 présentée dans
la section 9.2.4. La création des appels à candidatures cfac0, cfac1, cfac2
et cfac3 respectivement pour les portes ga0, ga1, ga2, ga3 déﬁnies dans la
spéciﬁcation du portail p1.
3. La création d’un GroupBoard buildHouse_fittingGrpB avec la spéciﬁca-
tion du groupe ﬁtting_grp par un agent nommé kirikou. La création Portal-
Board buildHouse_p2PorB avec la spéciﬁcation du portail p2. La création
des appels à candidatures cfac4, cfac5 et cfac6 respectivement pour les
portes ga4, ga5 et ga6 déﬁnies dans la spéciﬁcation du portail p2.
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4. La création d’un GroupBoard buildHouse_finitionGrpB avec la spéci-
ﬁcation du groupe ﬁnition_grp par un agent nommé louise. La création d’un
PortalBoard buildHouse_p3PorB avec la spéciﬁcation du portail p3. La créa-
tion des appels à candidatures cfac7, cfac8 et cfac9 respectivement pour les
portes ga7, ga8 et ga9 déﬁnies dans la spéciﬁcation du portail p3.
5. La création de SchemeBoard buildHouse_SchB avec la spéciﬁcation du
schéma social présentée dans la section 9.2 par l’agent hercule.
L’illustration des résultats de cette étape est présentée dans l’annexe E.1.
9.3.2 Gestion des procédures d’entrées
Dans cette étape, différents agents proposent leurs candidatures pour les appels à
candidatures créés. Les candidatures sont analysées sur la base des exigences spéci-
ﬁées. Les agents retenus sont ceux dont la candidature répond à toutes les exigences
obligatoires c’est-à-dire de type mandatory et dont le coût des buts est le moins di-
sant c’est-à-dire le moins cher par rapport à celui des autres agents candidats pour le
même appel à candidature.
La liste ci-dessous présente le nom des agents ayant présenté une candidature pour
chaque CFAC suivi du (ou des) nom(s) de celui (ou de ceux) dont la candidature a été
retenue.
– cfac0 : une seule candidature d’un agent jean. Celui-ci est admis.
– cfac1 : trois candidatures des agents coly, ruth et tomy. Les agents coly et ruth
sont admis.
– cfac2 : deux candidatures des agents moly et ruth. L’agent ruth est admis.
– cfac3 : trois candidatures des agents brico, casto et leroy. Les agents casto et
leroy sont admis.
– cfac4 : cinq candidatures des agents alix, berthe, romy, popy et sean. Les agents
berthe et sean sont admis.
– cfac5 : deux candidatures des agents aya et rita. L’agent rita est admis.
– cfac6 : deux candidatures des agents bily et mily. L’agent mily est admis.
– cfac7 : deux candidatures des agents gyde et gery. L’agent gyde est admis.
– cfac8 : une seule candidature d’un agent alix. Celui-ci est admis.
– cfac9 : deux candidatures des agents lyne et jody. L’agent lyne est admis.
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Négociation de clause de contrat
Après la gestion des candidatures, nous avons simulé des demandes de modiﬁcation
des clauses de certains agents admis.
– Les agents berthe et sean ont été admis pour cfac4 dont la cible de la porte est
(r5, _, _). D’après la spéciﬁcation normative, le rôle r5 est associée à une seule
norme n4 dont la mission estm4 qui comprend les buts g4a, g4b, g4c, g4d.
– L’agent sean envoie un message à l’agent organisationnel kirikou qui super-
vise buildHouse_p1PorB pour lui demander de supprimer la clauses relatives
aux buts g4a, g4c, g4d. L’agent organisationnel accepte et il supprime les clauses
concernées du contrat de sean en exécutant l’opération updateContract du
PortalBoard buildHouse_p1PorB.
– L’agent organisationnel propose à l’agent berthe d’avoir une seule clause dans
son contrat. Celle-ci est associé au but g4b. L’agent berthe accepte et les autres
clauses relatives à l’appel à candidature cfac4 sont supprimées dans son
contrat.
– L’agent ruth a été admis pour cfac4. Après la création de son contrat il a ac-
cepté toutes les clauses de celui-ci. Cependant après l’enregistrement de son
contrat dans le GroupBoard buildHouse_bigworksGrpB, il a demandé à
l’agent organisationnel benedicte qui supervise buildHouse_bigworksGrpB
de supprimer la clause concernant le but g1a. L’agent organisationnel a accepté
la clause a été supprimée dans le contrat de l’agent ruth par l’éxécution de l’opé-
ration deleteClause du GroupBoard buildHouse_bigworksGrpB.
L’illustration des résultats de cette étape est présentée dans l’annexe E.2.
9.3.3 Gestion des engagements aux missions et de la régulation
Aﬁn, de pouvoir participer concrètement à la réalisation des buts du schéma social,
les agents doivent s’engager sur le SchemeBoard buildHouse_SchB aux missions
associées aux clauses de leur contrat. Comme nous l’avons vu dans l’exemple présenté
dans la section 8.3.1, les agents sont autonomes et peuvent à cette étape du cycle de vie
d’une entité organisationnelle s’engager à des missions qui ne sont associées à aucune
clause de leur contrat. Ces comportements sont alors qualiﬁés de transgression de
norme et sont traités par les agents organisationnels selon des stratégies de régulations.
Dans nos expérimentations avec ce cas d’étude, nous n’avons pas fait de simulation
de transgression de norme. L’illustration de cette étape présentée dans l’annexe E.3
montre essentiellement les résultats des engagements aux missions.
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9.3.4 Gestion des coopérations à la réalisation des buts
La coopération à la réalisation des buts commence lorsque le nombre des agents
engagés à chaque mission de buildHouse_SchB est égal à la cardinalité minimale de
la mission. Elle consiste pour les agents engagés aux différentes missions de réaliser
les buts correspondants aux clauses de leurs contrats et donc aux missions auxquelles
ils se sont engagés dans le schéma social dès que celles-ci seront à l’état possible.
9.4 Synthèse
Dans ce chapitre, nous avons présenté le cas d’étude utilisé pour illustrer les
propositions faites dans cette thèse pour la gestion de l’ouverture au sein d’organi-
sations multi-agents. Les quatre dimensions structurelle, fonctionnelle, normative
et entrée/sortie de ce cas d’étude nous ont permis de mieux présenter les différents
concepts proposés dans cette thèse. Ainsi, la spéciﬁcation des exigences d’adoption et
d’abandon dans la SS et la FS de la spéciﬁcation organisationnelle de ce cas d’étude
nous a permis de montrer qu’il est possible de déﬁnir différents types d’exigences
pour la gestion des adoptions de rôles, missions et buts au cours des processus
d’entrée et de sortie et en association avec les exigences d’entrée/sortie. Par ailleurs,
l’EES de ce cas d’étude illustre également la richesse de nos propositions avec la
possibilité de mutualiser la gestion des entrées dans différents groupes auprès d’un
même portail. De plus les différents moyens d’entrée dans une organisation sont
également illustrés dans l’EES de ce cas d’étude avec le portal3 dans lequel on a trois
portes qui sont respectivement de la forme (r, _, _), (r,m, _) et (r,m, g).
Les expérimentations que nous avons réalisées et présentées dans l’annexe E nous
ont permis de montrer quelques fonctionnalités de gestion d’une entité organisation-
nelle ouverte. Ainsi, la gestion n’est plus centralisé mais distribuée auprès de plusieurs
instances d’artefacts organisationnelles. Pour notre cas d’étude, nous avons créé un
OrgBoard, quatre GroupBoard, un SchemeBoard et trois PortalBoard. Ces instances
d’artefacts organisationnels se coordonnent pour assurer la cohérence de l’entité orga-
nisationnelle. Ils sont supervisés par des agents organisationnels qui mettent ainsi en
oeuvre la décentralisation des décisions au sein d’une entité organisationnelle ouverte.
Ces expérimentations ont également permis de montrer la gestion des processus
d’entrées pour divers appels à candidatures correspondant aux différentes portes
déﬁnies dans les portails de l’EES. Nous avons ainsi pu voir différents contrats créés
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après l’admission d’agents de domaines au sein d’une entité organisationnelle. Á la
suite de la création des contrats nous avons montré comment les agents s’engagent
progressivement aux missions concernées par les clauses de leur contrat. Les enga-
gements des agents aux missions leur permettent d’initialiser leurs coopérations à
la réalisation de l’objectif global de l’entité organisationnelle qui est la construction
d’un édiﬁce. La suite de la coopération se ferra par la réalisation des différents buts
des différentes clauses des contrats.
Ces expérimentations nous ont également permis de voir quelques limites de nos
travaux en particulier en ce qui concerne le passage à l’échelle qui limite le nombre
d’agents pouvant être supporté par l’OMI ORA4MAS. Cette limite ne nous a pas per-
mis d’illustrer la coopération à la réalisation des buts du schéma social de notre cas
d’étude avec tous les agents de notre scénario d’expérimentation présentés dans la sec-
tion 9.3.2. En conséquence, nous envisageons de refaire le scénario d’expérimentation
de façon à réduire le nombre d’agents pour avoir un nombre maximum pouvant être
supporté par l’OMI ORA4MAS et permettant d’illustrer toutes les fonctionnalités de
gestion de l’ouverture au sein d’organisations multi-agents. Ensuite, nous envisageons
de réaliser des travaux permettant d’améliorer les performances de notre OMI afin de
lui permettre de supporter un plus grand nombre d’agents et ainsi de permettre son
passage à l’échelle. Par ailleurs, nous envisageons également de réaliser des expéri-
mentations de gestion de processus de sortie que nous avons proposés dans cette thèse.
Quant à la gestion du contrôle, l’approche proposée dans cette thèse a besoins d’être
améliorée avec une meilleur spécification des fonctions des agents organisationnels et








Nous avons présenté dans les parties 1, 2 et 3 de ce manuscrit, les travaux que nous
avons réalisés dans cette thèse. Le bilan ci-dessous résumera les contributions ainsi
que les perspectives de recherche pour l’amélioration et l’extension de ces travaux.
Rappel du contexte
Notre objectif dans cette thèse a été d’établir les besoins liés à la problématique
d’ouverture dans les organisations multi-agents et de proposer un modèle de spéciﬁ-
cation et de gestion qui assure la mise en place de l’ouverture au sein d’organisations
multi-agents.
L’état de l’art nous a permis de donner une déﬁnition d’un système informatique
ouvert comme un système dans lequel les interactions peuvent impliquer des entités
(ressources matérielles, logicielles ou humaines) qui n’appartiennent pas au système.
On dit aussi que ces entités sont dans l’environnement externe du système [71, 134].
Les interactions entre un système et des entités de son environnement externe
consistent généralement en des échanges de données. Elles peuvent aussi entraîner
des changements d’état du système ainsi que l’ajout ou la suppression d’entité dans
le système. Nous avons particularisé la déﬁnition d’un système informatique ouvert
aux systèmes multi-agents ainsi : un système multi-agent ouvert est un système dans
lequel des agents hétérogènes en particulier du point de vue de leurs langages de
programmation peuvent entrer, coopérer et sortir tout en conservant leur autonomie.
Enﬁn, nous avons considéré qu’une organisation multi-agent ouverte, est une organi-
sation dans laquelle des agents hétérogènes en termes de langages de programmation,
d’architectures de conception ou de modes de raisonnement peuvent entrer, partici-
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per à la réalisation d’un objectif global ou collectif suivant des schémas sociaux et
des normes prédéﬁnies et en sortir tout en conservant tout ou partie de leur autonomie.
Nous avons ainsi mis en avant trois propriétés essentielles qui caractérisent la pro-
blématique de l’ouverture au sein d’organisations multi-agents.
– La gestion de l’interopérabilité : elle consiste pour une organisation multi-agent
ouverte à mettre à la disposition des agents hétérogènes, internes et externes à
son environnement les informations et les moyens leur permettant d’interagir
avec l’organisation.
– La gestion des entrées et des sorties des agents : elle consiste pour une organisa-
tion multi-agent ouverte à offrir des moyens permettant aux agents hétérogènes
de pouvoir entrer et sortir de l’organisation. Ces moyens doivent permettre d’ex-
primer les processus d’entrée / sortie relativement à la structure de l’organisation
et à son objectif global aﬁn de permettre l’intégration appropriée des agents qui
entrent et la gestion de l’adaptation de l’organisation après la sortie des agents.
– La gestion du contrôle des comportements des agents relativement aux normes
de l’organisation : elle consiste à mettre en oeuvre des stratégies de régulations
qui préservent tout ou partie de l’autonomie des agents hétérogènes, et qui
veillent à la réalisation de l’objectif global de l’organisation.
Nous avons répondu à ces différentes propriétés, par nos contributions que nous
résumons ci-dessous.
10.1 Contributions
Les contributions de nos travaux se situent au niveaux de la représentation explicite
d’une organisation ouverte avec un langage de modélisation d’organisation (OML) et
la gestion du cycle de vie d’une organisation ouverte avec une infrastructure de gestion
d’organisation (OMI).
Contributions relatives à l’OML
Le langage de modélisation d’organisation MOISE présenté dans ce mémoire ap-
porte une solution pertinente à la représentation des principales dimensions d’une or-
ganisation à savoir structurelle, fonctionnelle, normative ainsi qu’à celle de ses pro-
cessus d’entrée et de sortie. La dimension structurelle permet de spéciﬁer les groupes,
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les rôles d’une organisation. La dimension fonctionnelle permet de spéciﬁer les sché-
mas sociaux de l’organisation et pour chaque schéma social ses buts et ses missions
à réaliser ; chaque mission étant composé d’un sous-ensemble de buts. La dimension
normative permet de spéciﬁer les normes qui associent les rôles et les missions d’une
organisation. La dimension d’entrée / sortie permet de spéciﬁer les portails d’entrée /
sortie d’une organisation et pour chaque portail ses exigences d’entrée, ses exigences
de sortie et ses portes qui sont les moyens d’entrée dans une organisation.
Il constitue une solution à la propriété d’interopérabilité pour les organisations
multi-agents ouvertes dans la mesure où, la spéciﬁcation organisationnelle (OS) qui
n’est autre que l’ensemble des représentations des différentes dimensions d’une orga-
nisation citées ci-dessus est une information qui est mise à la disposition des agents.
Ainsi, les agents extérieurs à une organisation peuvent accéder à son OS aﬁn de
connaître ses spéciﬁcations structurelle (SS), fonctionnelle (FS), normative (NS) et
d’entrée / sortie (EES).
L’OML MOISE répond également au besoin de la propriété d’entrée / sortie en
offrant des moyens de déﬁnir de façon explicite des processus d’entrée et de sortie
des agents à travers la spéciﬁcation d’entrée / sortie (EES). En particulier, l’approche
proposée offre une ﬂexibilité pour la spéciﬁcation des moyens d’entrée dans une or-
ganisation avec trois types de porte d’entrée dont les représentations respectives cor-
respondent à : (1) la spéciﬁcation d’un rôle, d’une mission précise et d’un but précis
à réaliser. (2) La spéciﬁcation d’un rôle et d’une mission précise sans spéciﬁcation
de but précis à réaliser. Les agents admis pourront négocier les buts qu’ils souhaitent
réalisés parmi ceux qui appartiennent à la mission. (3) La spéciﬁcation d’un rôle sans
spéciﬁcation de mission ni de but précis à réaliser. Les agents admis pourront négocier
les missions auxquelles ils souhaitent s’engager parmi les missions associées au rôle
par les normes de la NS.
Les normes déﬁnies dans la spéciﬁcation normative (NS) d’une organisation
décrivent les comportements escomptés des agents, et implicitement les règles de
contrôle des actions des agents au sein d’une organisation. Elles constituent donc une
solution à la propriété de contrôle dans des organisations multi-agents ouvertes.
Contributions relatives à l’OMI
L’infrastructure de gestion d’organisation ORA4MAS basée sur le concept
d’artefact organisationnel gère des instances d’organisations –que nous appelons
entités organisationnelles – dont le fonctionnement est régi par une spéciﬁcation
organisationnelle correspondante décrite avec l’OML MOISE. Les artefacts organi-
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sationnels sont supervisés par des agents organisationnels. Les agents qui entrent
dans une entité organisationnelle et qui participent à la réalisation des buts du schéma
social global de celle-ci sont appelés agents de domaines. Nous avons déﬁni quatre
types d’artefacts organisationnels pour l’OML MOISE : OrgBoard, PortalBoard,
GroupBoard et SchemeBoard. Ainsi, ORA4MAS assure la gestion distincte des
processus d’entrée / sortie avec des instances de PortalBoard, la gestion des contrats
des agents avec des instances de GroupBoard, la gestion des coordinations de la
réalisation des buts des schémas sociaux et du contrôle des agents avec des instances
de SchemeBoard. Cet OMI permet donc d’une part de distribuer la gestion des
fonctionnalités de gestion de l’ouverture au sein d’une entité organisationnelle multi-
agent avec les artefacts organisationnels. D’autre part, elle permet de décentraliser la
gestion des décisions de supervision des interactions des agents de domaines avec des
agents organisationnels.
En ce qui concerne les propriétés de gestion de l’interopérabilité, des entrées / sor-
ties et du contrôle d’une entité organisationnelle par les artefacts organisationnels de
ORA4MAS, elles sont liées à l’approche conceptuelle d’un artefact [117] notamment
avec ses propriétés observables et ses opérations. Ainsi, les propriétés observables des
artefacts organisationnels mettent à la disposition des agents de domaines des infor-
mations d’une entité organisationnelle (e.g. OS, appels à candidatures, résultats des
appels à candidatures, contrats des agents, buts à réaliser, ...). Ces informations leur
permettent de raisonner sur leurs interactions (candidature d’entrée, négociation de
contrat, coopération à la réalisation des buts, demande de sortie, ...) avec l’entité orga-
nisationnelle. Les opérations des artefacts organisationnels, permettent aux agents de
domaines d’avoir diverses interactions avec une entité organisationnelle. Par exemple,
les démarches d’entrée et de sortie se font principalement par l’exécution d’opérations
des artefacts organisationnels. De même, pour les agents dont la démarche d’entrée a
réussi, les engagements aux missions des clauses de leurs contrats, et la participation
à la réalisation des buts des schémas sociaux de l’entité organisationnelle se font en
exécutant des opérations des artefacts organisationnels. L’approche de contrôle propo-
sée et développée dans ORA4MAS comprend trois étapes dont la première est assurée
par les artefacts organisationnels. Concrètement, lorsqu’à la suite de l’exécution d’une
opération par un agent de domaine on a une transgression de norme, c’est l’artefact
organisationnel ayant géré l’exécution de l’opération qui génère les données permet-
tant de constater la transgression de norme. Les deux autres étapes de notre approche
de contrôle sont gérées par les agents organisationnels.
Les fonctions de supervision des agents organisationnels, répondent également aux
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propriétés de gestion de l’interopérabilités, des entrées / sorties et de contrôle. En effet,
ce sont les agents organisationnels qui créent les appels à candidatures que les agents
de domaines peuvent consulter au moyen des propriétés observables. La gestion des
entrées et des sorties est supervisée par les agents organisationnels qui interviennent
particulièrement lors de la négociation des clauses de contrats. Quant au contrôle, les
décisions relatives aux régulations des comportements malveillants (transgression des
normes) des agents de domaines sont prises par les agents organisationnels.
Enﬁn, les agents organisationnels et les agents de domaines d’une entité organisa-
tionnelles peuvent également échanger des messages que ce soit au cours de processus
d’entrée / sortie, ou lors de la gestion du contrôle et en particulier des régulations. Les
échanges de messages sont gérées par les API qui implémentent les langages de pro-
grammation agent en l’occurrence le langage Jason [22] que nous avons utilisé pour
développer les agents pour nos expérimentations.
10.2 Limites et perspectives
La problématique de cette thèse étant assez récente dans le domaine des organisa-
tions multi-agents, chaque étape de nos travaux nous a révélé un nombre considérables
de limites de nos propositions et donc de perspectives que la communauté, à défaut
de votre servante, se doit d’explorer. Ces limites se situent aussi bien au niveau du
langage de modélisation qu’au niveau de l’infrastructure de gestion d’organisation.
Limites et perspectives de l’OML
Le langage de modélisation d’organisation MOISE, n’offre pas la possibilité de
spéciﬁer l’ontologie du domaine d’application de l’organisation à modéliser. Ainsi,
une bonne interprétation par les agents des termes utilisées pour spéciﬁer les buts
et les exigences d’une organisation dans une OS n’est pas garantie. Par exemple,
dans le cas d’étude que nous avons présenté, nous avons déﬁni des termes tels que
steelframe_built, tiles_layed, ... pour désigner quelques buts de l’OS et les termes
team_memb_numb, goal_cost, ... pour déﬁnir certaines exigences. Nous supposons
que tout agent interprète le termes steelframe_built, tiles_layed, team_memb_numb
et goal_coast comme désignant respectivement un but de construction des cloisons
d’un édiﬁce, un but de pose des carreaux dans un édiﬁce, une exigence qui désigne le
nombre de personnel de l’équipe de travail et une exigence qui désigne le coût d’un
but que va réaliser un agent. Cependant, nous ne pouvons garantir que tous les agents
ont cette interprétation. L’intégration d’une spécification ontologique dans l’OML
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MOISE pourra donc servir de garantie d’une bonne interprétation de la sémantique
des buts et des exigences déﬁnies dans une OS.
Limites et perspectives de l’OMI
En ce qui concerne l’infrastructure de gestion d’organisation ORA4MAS, ses li-
mites concernent les trois propriétés qui caractérisent l’ouverture dans les organisa-
tions multi-agents.
Limites et améliorations liées à l’interopérabilité
Les agents que nous avons développés pour nos expérimentations interagissent avec
les artefacts avec une hypothèse forte de connaissance des opérations, des évènements
ou perceptions générés par les opérations et de la représentation des données des pro-
priétés observables. Il n’a donc pas été possible d’évaluer la capacité pour des agents
hétérogènes c’est-à-dire de langages de programmation différents tels que Jade [15],
Jadex [4], Jason [22], 2APL [48], ... et n’ayant aucune connaissance a priori sur une
entité organisationnelle d’interagir avec elle de façon appropriée. Ainsi, le dévelop-
pement des manuels d’utilisations des artefacts pourra contribuer à l’évaluation de
l’interopérabilité de ORA4MAS du point de vue de l’hétérogénéité des agents.
Limites et améliorations liées à la gestion des entrées / sorties
Dans la gestion des processus d’entrée, l’approche d’analyse des candidatures et en
particulier des valeurs fournies par les agents pour les exigences des appels à candi-
datures se limite à la comparaison de valeurs de type simple (numérique et chaîne de
caractère). Ainsi, pour les expérimentations réalisées avec le cas d’étude, il n’a pas
été possible de tenir compte des exigences de type complexe tel que la description de
la démarche écologique (préservation de l’environnement) fournie par les agents. Il
sera donc intéressant d’améliorer les algorithmes d’analyse d’exigences aﬁn qu’elles
puissent traiter des exigences de type complexe et éventuellement intégrer la prise en
compte de l’ontologie de l’organisation.
Par ailleurs, la stratégie d’admissibilité des agents que nous avons développée
consiste à sélectionner les candidats qui fournissent au moins toutes les exigences
obligatoires. Cette stratégie peut ne pas être appropriée pour toutes les applications.
L’intégration d’une spéciﬁcation de critère d’admissibilité dans la spéciﬁcation de pro-
cessus d’entrée offrira une ﬂexibilité non négligeable à la valorisation de nos proposi-
tions.
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En ce qui concerne la gestion des sorties, nous n’avons pas développé de stratégie
d’adaptation permettant de gérer des cas de sortie inopportun des agents. L’intégra-
tion d’approches de réorganisation et de création en cours d’exécution d’un schéma
social de nouveaux appels à candidatures pour l’attribution de rôles, de missions ou
de but vacants permettra d’assurer un bon déroulement de la réalisation des buts de
l’organisation.
Enﬁn, les échanges de messages entre les agents organisationnels et les agents
de domaines lors de la négociation de clause de contrat ne sont pas régis par des
protocoles bien déﬁnis. La spéciﬁcation des protocoles d’échanges entres agents nous
semble donc nécessaire comme amélioration future.
Limites et améliorations liées au contrôle
Les mécanismes de gestion des coopérations à la réalisation des buts des schémas
sociaux n’incluent pas la vériﬁcation effective de la réalisation des buts par les agents.
Ainsi, un agent de domaine peut mettre l’état d’un but à achieved alors que concrè-
tement le but n’a pas été réalisé. Il sera donc intéressant de développer des moyens
permettant de faire ces vériﬁcations ou d’intégrer des travaux abordant cette problé-
matique [110, 111] aﬁn de pallier cette limite.
Quant à la gestion des régulations, la stratégie que nous avons développée n’est
pas assez élaborée. Par exemple, nous n’avons pas prévu de moyen de révocation
d’agent en cas de transgression de norme. Il serait donc intéressant de développer
des opérations d’artefacts organisationnels qui permettent aux agents organisationnels
d’appliquer des stratégies de révocation. De plus, divers travaux sont fait dans les
SMA sur la réputation des agents [65, 133]. Ceux-ci peuvent enrichir les stratégies de
régulation dans les organisations multi-agents ouvertes qui sont essentiellement ba-
sées sur les sanctions précédées parfois d’avertissement comme dans nos travaux. En
outre, l’intégration de l’approche NOPL [78] pourra également permettre d’améliorer
la régulation puisque cette approche permet de déﬁnir quelles actions au sein d’une
organisation peuvent être ou non transgressées par les agents. De même que pour la
gestion des entrées / sorties, les échanges de messages entre les agents organisation-
nels et les agents de domaines dans des cas de régulation ne sont pas régis par des
protocoles bien déﬁnis. C’est donc une amélioration nécessaire à faire pour améliorer
la gestion des contrôles au sein d’une organisation multi-agent ouverte.
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Autres perspectives
En plus des limites ci-dessus cités relatives aux propriétés de l’ouverture, d’autres
travaux pourront étendre les contributions de cette thèse à d’autres problématiques.
Ainsi, les pistes de travail suivants pourront être explorées :
– Évaluation du passage à l’échelle de ORA4MAS. Les expérimentations que
nous avons réalisées avec le cas d’étude n’ont nécessités qu’un petit nombre
d’agents. Il serait intéressant de savoir quelle est la robustesse de cette API en
nombres d’agents de domaines et d’agents organisationnels qui peuvent inter-
agir avec une entité organisationnelle sans altérer son bon fonctionnement. De
plus il serait intéressant d’évaluer les nombres minimum et maximum d’agents
organisationnels pouvant être affectés à un artefact organisationnel en fonction
du nombre maximum d’agents de domaine susceptibles d’interagir avec l’arte-
fact organisationnel et entrainant des interventions de régulation.
– Intégration de mécanismes de sécurité. Les opérations dédiées aux agents orga-
nisationnels comme la création et mise à jour de contrat ne sont pas sécurisées.
De plus, certaines propriétés observables telles que les contrats ne devraient être
accessibles qu’aux agents organisationnels. La mise en place d’une stratégie de
sécurité avec l’approche RBAC peut être une piste de travail à explorer.
– Confrontation de stratégie d’entrée / sortie des agents de domaines à celle d’une
organisation. Nous avons essentiellement abordée la spéciﬁcation et la gestion
des entrées / sorties par une organisation. Il serait intéressant de confronter nos
propositions de processus d’entrée avec des propositions de gestions de raison-
nement d’agents [29, 28] sur leurs compétences, désirs et intentions qui leurs
permettent de décider de répondre à un appel à candidature ou d’effectuer une
demande de sortie lorsqu’ils sont dans une organisation.
– Étude de critères d’évaluations des infrastructures de gestion d’organisation
multi-agents ouvertes. La communauté de modélisation et de gestion d’orga-
nisation multi-agents n’ayant pas de critère commun d’évaluation, il sera inté-
ressant d’aborder cette problématique aﬁn de pouvoir évaluer notre proposition
d’OMI à d’autres OMI existantes ou futures.
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<?xml v e r s i o n = "1 . 0 " encod ing ="UTF−8"?>
<xsd : schema xmlns : moise =" h t t p : / / moise . s o u r c e f o r g e . n e t / os "
xmlns : xsd =" h t t p : / /www.w3 . org / 2 0 0 1 /XMLSchema"
e l emen tFo rmDefau l t =" q u a l i f i e d "
t a r g e tNamespace =" h t t p : / / moise . s o u r c e f o r g e . n e t / os " >
<xsd : e l emen t name=" o r g a n i s a t i o n a l−s p e c i f i c a t i o n " t ype ="moise : osType " / >
<xsd : complexType name=" osType ">
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p r o p e r t i e s " t yp e ="moise : p r o p e r t i e s T y p e " / >
<xsd : e l emen t maxOccurs ="1" minOccurs ="1" name=" s t r u c t u r a l −s p e c i f i c a t i o n " t ype ="moise : ssType " / >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" f u n c t i o n a l−s p e c i f i c a t i o n " t ype ="moise : f sType " / >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" norma t ive−s p e c i f i c a t i o n " t ype ="moise : nsType " / >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" e n t r yEx i t−s p e c i f i c a t i o n " t ype ="moise : eesType " / >
</ xsd : sequence >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " / >
<xsd : a t t r i b u t e name=" os−v e r s i o n " t ype =" xsd : s t r i n g " use =" r e q u i r e d " / >
</ xsd : complexType >
<xsd : complexType name=" ssType ">
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p r o p e r t i e s " t yp e ="moise : p r o p e r t i e s T y p e " / >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" r o l e−d e f i n i t i o n s ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" r o l e " t yp e ="moise : ro l eDefType " / >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" l i n k−t y p e s ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="1" name=" l i n k−t y p e ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
</ xsd : complexType >
</ xsd : e lement >
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</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" group−s p e c i f i c a t i o n "
t ype ="moise : g r o u pSp e c i f i c a t i o nTy p e " / >
</ xsd : sequence >
</ xsd : complexType >
<xsd : complexType name=" fsType ">
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p r o p e r t i e s " t yp e ="moise : p r o p e r t i e s T y p e " / >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" scheme ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p r o p e r t i e s " t yp e ="moise : p r o p e r t i e s T y p e " / >
<xsd : e l emen t maxOccurs ="1" minOccurs ="1" name=" goa l " t yp e ="moise : goa lDefType " / >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" m i s s i on ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p r o p e r t i e s " t yp e ="moise : p r o p e r t i e s T y p e " / >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" adop tRequ i r emen tMi s s i on ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" adoptReq "
t ype ="moise : r equ i r emen tDe fType " / >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" l e av eRequ i r emen tMi s s i on ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" leaveReq "
t ype ="moise : r equ i r emen tDe fType " / >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="1" name=" goa l ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" p r e f e r r e d ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" m i s s i on " t ype =" xsd : s t r i n g " use =" r e q u i r e d " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name="min " t ype =" xsd : n o nNeg a t i v e I n t e g e r " / >
<xsd : a t t r i b u t e name="max" t ype =" xsd : n o nNeg a t i v e I n t e g e r " / >
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</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " / >
<xsd : a t t r i b u t e name=" mon i t o r i ng−scheme " t ype =" xsd : s t r i n g " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
</ xsd : complexType >
<xsd : complexType name=" nsType ">
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p r o p e r t i e s " t yp e ="moise : p r o p e r t i e s T y p e " / >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name="norm">
<xsd : complexType >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" c o n d i t i o n " t ype =" xsd : s t r i n g " use =" o p t i o n a l " / >
<xsd : a t t r i b u t e name=" r o l e " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" t ype " t ype =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" m i s s i on " t ype =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" t ime−c o n s t r a i n t " t yp e =" xsd : s t r i n g " use =" o p t i o n a l " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
</ xsd : complexType >
<xsd : complexType name=" p r o p e r t i e s T y p e ">
<xsd : s equence maxOccurs =" unbounded " minOccurs ="1" >
<xsd : e l emen t name=" p r o p e r t y ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" va l u e " t ype =" xsd : s t r i n g " use =" r e q u i r e d " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
</ xsd : complexType >
<xsd : complexType name=" ro l eDefType ">
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p r o p e r t i e s " t yp e ="moise : p r o p e r t i e s T y p e " / >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" ex t e nd s ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" r o l e " t yp e =" xsd : s t r i n g " / >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs ="1" minOccurs ="1" name=" adop tRequ i r emen tRo l e ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" adoptReq "
t ype ="moise : r equ i r emen tDe fType " / >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
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<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" l e aveRequ i r emen tRo l e ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" leaveReq "
t ype ="moise : r equ i r emen tDe fType " / >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
</ xsd : complexType >
<xsd : s impleType name=" c a r d i n a l i t yO b j e c t T y p e ">
<xsd : r e s t r i c t i o n base =" xsd : s t r i n g ">
<xsd : enume r a t i on v a l u e =" r o l e " / >
<xsd : enume r a t i on v a l u e =" group " / >
</ xsd : r e s t r i c t i o n >
</ xsd : s impleType >
<xsd : complexType name=" g r o u pS p e c i f i c a t i o nTy p e ">
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name="min " t ype =" xsd : n o nNeg a t i v e I n t e g e r " use =" o p t i o n a l " / >
<xsd : a t t r i b u t e name="max" t ype =" xsd : n o nNeg a t i v e I n t e g e r " use =" o p t i o n a l " / >
<xsd : a t t r i b u t e name=" mon i t o r i ng−scheme " t ype =" xsd : s t r i n g " / >
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" r o l e s ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="1" name=" r o l e ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " / >
<xsd : a t t r i b u t e name="min " t ype =" xsd : n o nNeg a t i v e I n t e g e r " use =" o p t i o n a l " / >
<xsd : a t t r i b u t e name="max" t ype =" xsd : n o nNeg a t i v e I n t e g e r " use =" o p t i o n a l " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" l i n k s ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="1" name=" l i n k ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" from " t ype =" xsd : s t r i n g " / >
<xsd : a t t r i b u t e name=" t o " t yp e =" xsd : s t r i n g " / >
<xsd : a t t r i b u t e name=" t ype " t ype =" xsd : s t r i n g " / >
<xsd : a t t r i b u t e d e f a u l t =" i n t r a−group " name=" scope " t ype ="moise : scopeType " / >
<xsd : a t t r i b u t e d e f a u l t =" f a l s e " name=" ex t ends−sub−g roups " t yp e =" xsd : boo l e an " / >
<xsd : a t t r i b u t e d e f a u l t =" f a l s e " name=" bi−d i r " t ype =" xsd : boo l e an " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
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<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" sub−g roups ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" i n c l u d e−group−s p e c i f i c a t i o n ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" u r i " t yp e =" xsd : s t r i n g " / >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" group−s p e c i f i c a t i o n "
t ype ="moise : g r o u pSp e c i f i c a t i o nTy p e " / >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" fo rma t i on−c o n s t r a i n t s ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" c a r d i n a l i t y ">
<xsd : complexType >
<xsd : a t t r i b u t e name="min " t ype =" xsd : n o nNeg a t i v e I n t e g e r " use =" o p t i o n a l " / >
<xsd : a t t r i b u t e name="max" t ype =" xsd : n o nNeg a t i v e I n t e g e r " use =" o p t i o n a l " / >
<xsd : a t t r i b u t e name=" o b j e c t " t yp e ="moise : c a r d i n a l i t yO b j e c t T y p e " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" c om p a t i b i l i t y ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" from " t ype =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" t o " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " /
<xsd : a t t r i b u t e d e f a u l t =" i n t r a−group " name=" scope " t ype ="moise : scopeType " / >
<xsd : a t t r i b u t e d e f a u l t =" f a l s e " name=" ex t ends−sub−g roups " t yp e =" xsd : boo l e an " / >
<xsd : a t t r i b u t e d e f a u l t =" f a l s e " name=" bi−d i r " t ype =" xsd : boo l e an " / >
<xsd : a t t r i b u t e name=" t ype " t ype =" xsd : s t r i n g " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
</ xsd : complexType >
<xsd : s impleType name=" scopeType ">
<xsd : r e s t r i c t i o n base =" xsd : s t r i n g ">
<xsd : enume r a t i on v a l u e =" i n t r a−group " / >
<xsd : enume r a t i on v a l u e =" i n t e r−group " / >
</ xsd : r e s t r i c t i o n >
</ xsd : s impleType >
<xsd : complexType name=" planType ">
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p r o p e r t i e s " t yp e ="moise : p r o p e r t i e s T y p e " / >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="1" name=" goa l " t yp e ="moise : goa lDefType " / >
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</ xsd : sequence >
<xsd : a t t r i b u t e name=" o p e r a t o r " t yp e ="moise : p l anOpe r a t o rType " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" succe s s−r a t e " t ype =" xsd : doub l e " use =" o p t i o n a l " / >
</ xsd : complexType >
<xsd : complexType name=" goalDefType ">
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" argument " t yp e ="moise : argumentType " / >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p l an " t ype ="moise : p lanType " / >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" adop tRequ i r emen tGoa l ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" adoptReq "
t ype ="moise : r equ i r emen tDe fType " / >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" l e aveRequ i r emen tGoa l ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" leaveReq "
t ype ="moise : r equ i r emen tDe fType " / >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name="min " t ype =" xsd : n o nNeg a t i v e I n t e g e r " use =" o p t i o n a l " / >
<xsd : a t t r i b u t e name=" ds " t yp e =" xsd : s t r i n g " use =" o p t i o n a l " / >
<xsd : a t t r i b u t e name=" t ype " t ype ="moise : goa lType " / >
<xsd : a t t r i b u t e name=" t t f " t yp e =" xsd : s t r i n g " use =" o p t i o n a l " / >
</ xsd : complexType >
<xsd : complexType name=" argumentType ">
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" va l u e " t ype =" xsd : s t r i n g " use =" o p t i o n a l " / >
</ xsd : complexType >
<xsd : s impleType name=" p l anOpe r a t o rType ">
<xsd : r e s t r i c t i o n base =" xsd : s t r i n g ">
<xsd : enume r a t i on v a l u e =" sequence " / >
<xsd : enume r a t i on v a l u e =" cho i c e " / >
<xsd : enume r a t i on v a l u e =" p a r a l l e l " / >
</ xsd : r e s t r i c t i o n >
</ xsd : s impleType >
<xsd : s impleType name=" goa lType ">
<xsd : r e s t r i c t i o n base =" xsd : s t r i n g ">
<xsd : enume r a t i on v a l u e =" ach i evemen t " / >
<xsd : enume r a t i on v a l u e =" ma in t enance " / >
</ xsd : r e s t r i c t i o n >
</ xsd : s impleType >
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<xsd : complexType name=" requ i r emen tDe fType ">
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" t ype " t ype ="moise : r equ i r emen tType " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" e x p r e s s i o n " t ype =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" p r o p e r t y " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
</ xsd : complexType >
<xsd : s impleType name=" r equ i r emen tType ">
<xsd : r e s t r i c t i o n base =" xsd : s t r i n g ">
<xsd : enume r a t i on v a l u e ="AdoptReq " / >
<xsd : enume r a t i on v a l u e ="LeaveReq " / >
<xsd : enume r a t i on v a l u e =" EntryReq " / >
<xsd : enume r a t i on v a l u e =" Exi tReq " / >
</ xsd : r e s t r i c t i o n >
</ xsd : s impleType >
<xsd : complexType name=" eesType ">
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p r o p e r t i e s " t yp e ="moise : p r o p e r t i e s T y p e " / >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" p o r t a l ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" p r o p e r t i e s " t yp e ="moise : p r o p e r t i e s T y p e " / >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" en t r y−r e q u i r emen t s ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" en t ryReq "
t ype ="moise : r equ i r emen tDe fType " / >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs ="1" minOccurs ="0" name=" e x i t−r e q u i r emen t s ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" ex i tReq "
t ype ="moise : r equ i r emen tDe fType " / >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" g a t e s ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="0" name=" g a t e ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" t a r g e t " t yp e =" xsd : s t r i n g " / >
<xsd : a t t r i b u t e name=" g roup Id " t ype =" xsd : s t r i n g " / >
<xsd : a t t r i b u t e name=" schemeId " t ype =" xsd : s t r i n g " / >
<xsd : a t t r i b u t e name=" d e a d l i n e " t yp e =" xsd : s t r i n g " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
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<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="1" name=" a s s o c i a t e d−g roups ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="1" name=" a s s o c i a t e d−group ">
<xsd : complexType >
<xsd : sequence >
<xsd : e l emen t maxOccurs =" unbounded " minOccurs ="1" name=" g a t e ">
<xsd : complexType >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
<xsd : a t t r i b u t e name=" group " t ype =" xsd : s t r i n g " / >
<xsd : a t t r i b u t e name=" po r t a l Typ e " t ype =" xsd : s t r i n g " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
<xsd : a t t r i b u t e name=" i d " t yp e =" xsd : s t r i n g " use =" r e q u i r e d " / >
</ xsd : complexType >
</ xsd : e lement >
</ xsd : sequence >
</ xsd : complexType >
<xsd : s impleType name=" e ePo r t a l Typ e ">
<xsd : r e s t r i c t i o n base =" xsd : s t r i n g ">
<xsd : enume r a t i on v a l u e =" En t ry " / >
<xsd : enume r a t i on v a l u e =" Ex i t " / >
<xsd : enume r a t i on v a l u e =" En t r yEx i t " / >
</ xsd : r e s t r i c t i o n >
</ xsd : s impleType >




<?xml v e r s i o n = "1 . 0 " encod ing ="UTF−8"?>
<?xml−s t y l e s h e e t h r e f = " / Use r s / k i t i o / Ora4mas−Workspace /ORA4MAS.V . 1 . 0 / xml / os . x s l " t ype =" t e x t / x s l " ?>
< o r g a n i s a t i o n a l−s p e c i f i c a t i o n
i d ="wp"
os−v e r s i o n = " 0 . 8 . 1 "
xmlns = ’ h t t p : / / moise . s o u r c e f o r g e . n e t / os ’
xmlns : x s i = ’ h t t p : / /www.w3 . org / 2 0 0 1 /XMLSchema−i n s t a n c e ’
x s i : s chemaLoca t ion = ’ h t t p : / / moise . s o u r c e f o r g e . n e t / os / xml / os . xsd ’ >
< s t r u c t u r a l −s p e c i f i c a t i o n >
< r o l e−d e f i n i t i o n s >
< r o l e i d =" a u t h o r ">
<adop tRequ i r emen tRo l e / >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
< r o l e i d =" w r i t e r ">
< ex t e nd s r o l e =" a u t h o r " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" ad_req_01 " t ype ="AdoptReq " e x p r e s s i o n =" DomainSk i l l ==MAS_organ i sa t ion "
p r o p e r t y =" mandatory " / >
<adoptReq i d =" ad_req_02 " t ype ="AdoptReq " e x p r e s s i o n =" Languag eSk i l l == Eng l i s h "
p r o p e r t y =" mandatory " / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
< r o l e i d =" e d i t o r ">
< ex t e nd s r o l e =" a u t h o r " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" ad_req_01 " t ype ="AdoptReq " e x p r e s s i o n =" DomainSk i l l ==MAS_organ i sa t ion "
p r o p e r t y =" mandatory " / >
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<adoptReq i d =" ad_req_02 " t ype ="AdoptReq " e x p r e s s i o n =" Languag eSk i l l == Eng l i s h "
p r o p e r t y =" mandatory " / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
</ r o l e−d e f i n i t i o n s >
<group−s p e c i f i c a t i o n i d ="wpgroup " mon i t o r i ng−scheme=" mon i t o r i ngSch ">
< r o l e s >
< r o l e i d =" w r i t e r " min ="1" max="5" / >
< r o l e i d =" e d i t o r " min ="1" max="1" / >
</ r o l e s >
< l i n k s >
< l i n k from=" w r i t e r " t o =" e d i t o r " t yp e =" a c q u a i n t a n c e "
scope =" i n t r a−group " ex t ends−sub−g roups =" t r u e " bi−d i r =" f a l s e " / >
< l i n k from=" e d i t o r " t o =" w r i t e r " t yp e =" a u t h o r i t y "
scope =" i n t r a−group " ex t ends−sub−g roups =" t r u e " bi−d i r =" f a l s e " / >
< l i n k from=" a u t h o r " t o =" a u t h o r " t yp e =" communica t ion "
scope =" i n t r a−group " ex t ends−sub−g roups =" t r u e " bi−d i r =" f a l s e " / >
</ l i n k s >
< fo rma t i on−c o n s t r a i n t s >
< c om p a t i b i l i t y from=" e d i t o r " t o =" w r i t e r " t yp e =" c om p a t i b i l i t y "
scope =" i n t r a−group " ex t ends−sub−g roups =" f a l s e " bi−d i r =" t r u e " / >
</ f o rma t i on−c o n s t r a i n t s >
</ group−s p e c i f i c a t i o n >
</ s t r u c t u r a l −s p e c i f i c a t i o n >
< f u n c t i o n a l−s p e c i f i c a t i o n >
<scheme i d =" w r i t e P ap e rS ch " mon i t o r i ng−scheme=" mon i t o r i ngSch ">
<goa l i d ="wp" t t f ="5 seconds ">
<p l an o p e r a t o r =" sequence " >
<goa l i d =" fdv " ds =" F i r s t D r a f t Ve r s i on ">
<p l an o p e r a t o r =" sequence ">
<goa l i d =" w t i t l e " t t f ="1 day " ds ="Wr i t e a t i t l e ">
<adop tRequ i r emen tGoa l / >
< l e aveRequ i r emen tGoa l / >
</ goa l >
<goa l i d ="wabs " t t f ="1 day " ds ="Wr i t e an a b s t r a c t ">
<adop tRequ i r emen tGoa l / >
< l e aveRequ i r emen tGoa l / >
</ goa l >
<goa l i d =" w s e c t i t l e s " t t f ="1 day " ds ="Wr i t e t h e s e c t i o n s ’ t i t l e ">
<adop tRequ i r emen tGoa l / >
< l e aveRequ i r emen tGoa l / >
</ goa l >
</ p lan >
</ goa l >
<goa l i d =" sv " ds =" Submiss ion Ve r s i on ">
<p l an o p e r a t o r =" sequence ">
<goa l i d =" wsecs " t t f ="7 days " ds ="Wr i t e s e c t i o n s ">
<adop tRequ i r emen tGoa l / >
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< l e aveRequ i r emen tGoa l / >
</ goa l >
<goa l i d =" f i n i s h " ds =" F i n i s h pape r ">
<p l an o p e r a t o r =" p a r a l l e l ">
<goa l i d ="wcon " t t f ="1 day " ds ="Wr i t e a c o n c l u s i o n ">
<adop tRequ i r emen tGoa l / >
< l e aveRequ i r emen tGoa l / >
</ goa l >
<goa l i d =" wre f s " t t f ="1 hour " ds =" Complete r e f e r e n c e s and l i n k them to t e x t ">
<adop tRequ i r emen tGoa l / >
< l e aveRequ i r emen tGoa l / >
</ goa l >
</ p lan >
</ goa l >
</ p lan >
</ goa l >
</ p lan >
</ goa l >
<mi s s i on i d ="mCol " min ="1" max="5" >
<adop tRequ i r emen tMi s s i on / >
< l e aveRequ i r emen tMi s s i on >
< leaveReq i d =" l e _ r e q_11 " t ype ="LeaveReq " e x p r e s s i o n =" h a s F i n i s h e dA l lGo a l == _ "
p r o p e r t y =" mandatory " / >
</ l e aveRequ i r emen tMi s s i on >
<goa l i d =" wsecs " / >
</ mis s ion >
<mi s s i on i d ="mMan" min ="1" max="1" >
<adop tRequ i r emen tMi s s i on >
<adoptReq i d =" ad_req_03 " t ype ="AdoptReq " e x p r e s s i o n =" h a s C a p a b i l i t y == Management "
p r o p e r t y =" o p t i o n a l " / >
</ adop tRequ i r emen tMi s s i on >
< l e aveRequ i r emen tMi s s i on >
< leaveReq i d =" l e _ r e q_11 " t ype ="LeaveReq " e x p r e s s i o n =" h a s F i n i s h e dA l lGo a l == _ "
p r o p e r t y =" mandatory " / >
</ l e aveRequ i r emen tMi s s i on >
<goa l i d ="wabs " / >
<goa l i d =" w t i t l e " / >
<goa l i d ="wcon "/ >
<goa l i d =" w s e c t i t l e s " / >
</ mis s ion >
<mi s s i on i d ="mBib" min ="1" max="1" >
<adop tRequ i r emen tMi s s i on / >
< l e aveRequ i r emen tMi s s i on >
< leaveReq i d =" l e _ r e q_11 " t ype ="LeaveReq " e x p r e s s i o n =" h a s F i n i s h e dA l lGo a l == _ "
p r o p e r t y =" mandatory " / >
</ l e aveRequ i r emen tMi s s i on >
<goa l i d =" wre f s " / >
258
< p r e f e r r e d m i s s i on ="mCol " / >
< p r e f e r r e d m i s s i on ="mMan"/ >
</ mis s ion >
</ scheme >
<scheme i d =" mon i t o r i ngSch ">
<goa l i d =" mon i t o r ">
<p l an o p e r a t o r =" cho i c e ">
< g o a l i d =" s a n c t i o n " ds =" S a n c t i o n t h e a g e n t t h a t i s n o t do ing i t s j o b ! " / >
< g o a l i d =" reward " ds =" Reward some a g e n t f o r do ing a good j o b ! " / >
</ p lan >
</ goa l >
< m i s s i o n i d ="mSan" min ="1" max="1" >
< g o a l i d =" s a n c t i o n " / >
</ mis s ion >
< m i s s i o n i d ="mRew" min ="1" max="1" >
< g o a l i d =" reward " / >
</ mis s ion >
</ scheme >
</ f u n c t i o n a l −s p e c i f i c a t i o n >
< norma t ive−s p e c i f i c a t i o n >
<norm i d =" n1 " t y p e =" p e r m i s s i o n " r o l e =" e d i t o r " m i s s i o n ="mMan" / >
<norm i d =" n2 " t y p e =" o b l i g a t i o n " r o l e =" w r i t e r " m i s s i o n ="mCol " t ime−c o n s t r a i n t ="2 day " / >
<norm i d =" n3 " t y p e =" o b l i g a t i o n " r o l e =" w r i t e r " m i s s i o n ="mBib " t ime−c o n s t r a i n t ="1 day " / >
<norm i d =" n4 " t y p e =" o b l i g a t i o n " c o n d i t i o n =" f u l f i l l e d ( n2 ) "
r o l e =" e d i t o r " m i s s i o n ="mRew" t ime−c o n s t r a i n t ="3 h o u r s " / >
<norm i d =" n5 " t y p e =" o b l i g a t i o n " c o n d i t i o n =" u n f u l f i l l e d ( n3 ) "
r o l e =" e d i t o r " m i s s i o n ="mSan" t ime−c o n s t r a i n t ="3 h o u r s " / >
</ no rma t ive−s p e c i f i c a t i o n >
< e n t r y E x i t−s p e c i f i c a t i o n >
< p o r t a l i d =" wpPor">
< e n t r y−r e q u i r e m e n t s >
< e n t r y R e q i d =" en_req1 " t y p e =" EntryReq " e x p r e s s i o n =" H a s S k i l l ==MAS" p r o p e r t y =" mandatory " / >
</ e n t r y−r e q u i r e m e n t s >
< e x i t−r e q u i r e m e n t s / >
< g a t e s >
< g a t e i d =" ga1 " t a r g e t =" ( w r i t e r , _ , _ ) " g r o u p I d =" wpgroup "
schemeId =" w r i t e P a p e r S c h " d e a d l i n e ="3 weeks " / >
< g a t e i d =" ga2 " t a r g e t =" ( e d i t o r , mMan, _ ) " g r o u p I d =" wpgroup "
schemeId =" w r i t e P a p e r S c h " d e a d l i n e ="1 weeks " / >
</ g a t e s >
< a s s o c i a t e d−groups >
< a s s o c i a t e d−group i d =" assGr1 " group =" wpgroup " p o r t a l T y p e =" e n t r y E x i t ">
< g a t e i d =" ga1 " / >
< g a t e i d =" ga2 " / >
</ a s s o c i a t e d−group >
</ a s s o c i a t e d−groups >
</ p o r t a l >
</ e n t r y E x i t−s p e c i f i c a t i o n >
</ o r g a n i s a t i o n a l −s p e c i f i c a t i o n >
Annexe C
Codes de quelques agents Jason
développés pour l’exemple
Write-Paper
C.1 Code de l’OrgAgent
// ORA4MAS Experimentation : Write Paper example
// OrgAgent code
/* Initial goals */
!create_org.
/* Plans */
// plan to achieve the goal ’create an organisation entity’
+!create_org : true
<- .print("Creation of ORA4MAS organisational artifacts!");
// enter in Workspace named "ORA4MAS-WS1" located at localhost:3047
cartago.joinWorkspace("ORA4MAS-WS1","localhost:3047");




//perceive the event generated by the operation configure
cartago.sense(s1, initOrgBoard_ev(OrgB,O1,Res1));
if (Res1 == "succeeded") {
+orgBoardId(OId);
.print("Creation of OrgBoard: " , OId, " succeeded")
};
// create and configure GroupBoard
cartago.makeArtifact("writePaperGrpBoard1", "ora4masMoise.GroupBoard.GroupBoard", GId);
cartago.use(GId, configure(OId, "wpgroup", ""), s2);
cartago.sense(s2, initGroupBoard_ev(GrpB,O2,Res2));
if (Res2 == "succeeded") {
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+grpBoardId(GId);
.print(" Creation of GroupBoard: " , GId, " succeeded")
};
// create and configure SchemeBoard
cartago.makeArtifact("writePaperSchBoard1", "ora4masMoise.SchemeBoard.SchemeBoard", SId);
cartago.use(SId, configure(OId, "writePaperSch", GId), s3);
cartago.sense(s3, initSchemeBoard_ev(SchB,O3,Res3));
if (Res3 == "succeeded") {
+schBoardId(SId);
.print("Creation of SchemeBoard: " , SId, " succeeded")
//out.print(" ")
};
// create and configure SchemeBoard
cartago.makeArtifact("writePaperMonitoringSchBoard1", "ora4masMoise.SchemeBoard.SchemeBoard", SId2);
cartago.use(SId2, configure(OId, "monitoringSch", GId), s3);
cartago.sense(s3, initSchemeBoard_ev(SchB,O4,Res3));
if (Res3 == "succeeded") {
+schBoardId(SId2);
.print("Creation of the monitoring SchemeBoard: ", SId2, " succeeded")
//out.print(" ")
};




if (Res5 == "succeeded") {
+porBoardId(PId);
.print("Creation of PortalBoard: " , PId, " succeeded");
.print(" ")
};
//set portal of GroupBoard writePaperGrpBoard1
cartago.use(GId, addPortalBoard(PId, entryExit), s2);
.print("Set PortalBoard: " , PId, " as manager of Entry-Exit in ", GId);
.print(" ");
//create the call for agent candidature for
//the gates ga1 and ga2 of writePaperPorBoard1
cartago.use(PId, createCFAC(cfac1, ga1, GId, SId),s5);
cartago.use(PId, createCFAC(cfac2, ga2, GId, SId),s);
.print("Succeeded creation of CFAC1 and CFAC2 on PortalBoard: ", PId);
.print(" ");






//Send to agent bob and alice message to achieve the goal enterOrg
















<- .print("Succeeded submit candidature ev ", P1, " ",bob);
cartago.use(PId, createContract(cfac2, bob),s1).
+registerContractInGroupBoardLinkOp_ev(G1, Owner,"succeeded")
<- .print("succeeded recording Contract in ", G1, " ", Owner);
.send([Owner], achieve, contractCreated).
+commitMission_ev(S,O, M,"succeeded", Ag, "normViolation")
: schBoardId(SId)

















<- .print("It is now possible to achieve the goal : ", Goal, " on ", S).
+setGoalAchieved_ev(S,O,G,"succeeded",Ag)
<- .print(Ag, "succeeded the operation setGoalAchieved on OrgArt ", S,
" for the goal ", G);
.print(" ").
+setGoalAchieved_ev(S,O,G,"failed",Ag,R)
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<- .print(Ag, " failed the operation setGoalAchieved on OrgArt ", S,
" for the goal ", G, " with the reason ", R);
.print(" ").
+commitMission_ev(S,O,M,"failed", Ag, R)
<- .print(Ag," failed commitMission ", M, " on ", S, " with the reason ", R);
.print(" ").
+registerContractInGroupBoardLinkOp_ev(G1,OpUser,"failed")
<- .print("Failed Contract recording in ", G1, " ", OpUser).
C.2 Code d’un DomainAgent : editor
// Agent02 in project WRITE_PAPER.mas2j
// It will candidate to cfac2














cartago.use(PId, submitCandidature(cfac2, "{(en_req1: hasSkill ; MAS)}
{(ad_req01: DomainSkill ; MAS_environment, MAS_organisation),
(ad_req02: LanguageSkill ; English), (ad_req03 : hasCapability ; Management)}"), s5);
.print("Candidate to CFAC2 ").
+registerContractInGroupBoardLinkOp_ev(G1,OpUser,"succeeded")
<- .print("Success recording Contract in ", G1, " ", OpUser);
.send([OpUser], achieve, contractCreated);
.print(" send msg ").
+registerContractInGroupBoardLinkOp_ev(G1,OpUser,"failed")
<- .print("Failed recording Contract in ", G1, " ", OpUser).
//plan to commit mission in case of contract creation
+!contractCreated : schBoardId(SId)
<- .print("Receive msg contractCreated");
cartago.use(SId, commitMission(mMan));
.print("Commit to mission mManager");
.print(" ").
Code d’un DomainAgent : writer (1) 263
//plan to commit mission in case of mission free
+!commitMissionNow : schBoardId(SId)
<- .print("Receive msg commitMissionNow");
cartago.use(SId, commitMission(mMan));















<- cartago.use(SId, setGoalAchieved(wcon), s1).
C.3 Code d’un DomainAgent : writer (1)
// Agent04 : will play "writer" role in project WRITE_PAPER.mas2j
// It will candidate to cfac1













cartago.use(PId, submitCandidature(cfac1, "{(en_req1: hasSkill ; MAS)}
{(ad_req01: DomainSkill ; MAS_environment, MAS_organisation),
(ad_req02: LanguageSkill ; English)}"), s5);
.print("Submit a candidature for CFAC1 ").
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+newPossibleGoal_ev(S1,Op1,"wsecs") : schBoardId(SId)
<- cartago.use(SId, setGoalAchieved(wsecs), s1);
cartago.sense(s1, setGoalAchieved_ev(S2,Op2,Goal, Res, Ag));
+!contractCreated : schBoardId(SId)
<- .print("Received msg contractCreated");
cartago.use(SId, commitMission(mCol));
.print("Committed to mission mCol");
.print(" ");
cartago.use(SId, commitMission(mMan));
.print("Committed to mission mMan");
.print(" ").
+!leaveMissionNormViolation : schBoardId(SId)




C.4 Code d’un DomainAgent : writer (2)
// Agent03 : will play "writer" role in project WRITE_PAPER.mas2j
// It will candidate to cfac1













cartago.use(PId, submitCandidature(cfac1, "{(en_req1: hasSkill ; MAS)}
{(ad_req01: DomainSkill ; MAS_environment, MAS_organisation),
(ad_req02: LanguageSkill ; English)}"), s5);
.print("Submit a candidature for CFAC1 ").
+!contractCreated : schBoardId(SId)
<- .print("Received msg ");
cartago.use(SId, commitMission(mCol));
.print(" ");
.print("Committed to mission mCol");
cartago.use(SId, commitMission(mBib));
Code d’un DomainAgent : writer (2) 265
.print(" ");
.print("Committed to mission mBib");
.print(" ").
+newPossibleGoal_ev(S1,Op1,"wsecs") : schBoardId(SId)
<- cartago.use(SId, setGoalAchieved(wsecs), s1).
+newPossibleGoal_ev(S1,Op1,"wrefs") : schBoardId(SId)
<- cartago.use(SId, setGoalAchieved(wrefs), s1).
+setGoalAchieved_ev(S,O,G,"succeeded",Ag)
<- .print(Ag, " succeeded achieved goal ", G, " on OrgArt ", S);
.print(" ").
+setGoalAchieved_ev(S,O,G,"failed",Ag,R)
<- .print(Ag, " failed achieved goal ", G, " on OrgArt ", S);
.print(" ").
+newPossibleGoal_ev(S,Op,Goal)
<- .print("It is now possible to achieve the goal : ", Goal, " on ", S).
+!leaveMissionNormViolation : schBoardId(SId)
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Annexe D
Spéciﬁcation organisationnelle XML
du cas d’étude Build-House
<?xml v e r s i o n = "1 . 0 " encod ing ="UTF−8"?>
<?xml−s t y l e s h e e t h r e f = " / Use r s / k i t i o / Ora4mas−Workspace /ORA4MAS.V . 1 . 0 / xml / os . x s l " t ype =" t e x t / x s l " ?>
< o r g a n i s a t i o n a l−s p e c i f i c a t i o n
i d ="wp"
os−v e r s i o n = " 0 . 8 . 1 "
xmlns = ’ h t t p : / / moise . s o u r c e f o r g e . n e t / os ’
xmlns : x s i = ’ h t t p : / /www.w3 . org / 2 0 0 1 /XMLSchema−i n s t a n c e ’
x s i : s chemaLoca t ion = ’ h t t p : / / moise . s o u r c e f o r g e . n e t / os / xml / os . xsd ’ >
< s t r u c t u r a l −s p e c i f i c a t i o n >
< r o l e−d e f i n i t i o n s >
< r o l e i d =" house_owner ">
<adop tRequ i r emen tRo l e / >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
< r o l e i d =" bu i ld ing_company ">
<adop tRequ i r emen tRo l e / >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
< r o l e i d =" s i t e _ p r e p _ c o n t r a c t o r ">
< ex t e nd s r o l e =" bu i ld ing_company " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" a r 1 r 2 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n ="3& l t ;= team_numb&l t ;=5" / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
< r o l e i d =" b r i c k l a y e r ">
< ex t e nd s r o l e =" bu i ld ing_company " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" a r 1 r 3 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n ="5& l t ;= team_numb&l t ;=7" / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
267
268
< r o l e i d =" r o o f e r " >
< ex t e nd s r o l e =" bu i ld ing_company " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" a r 1 r 4 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n ="4& l t ;= team_numb&l t ;=10" / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
< r o l e i d =" p l a s t e r e r ">
< ex t e nd s r o l e =" bu i ld ing_company " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" a r 1 r 5 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n ="2& l t ; team_numb&l t ;=5" / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
< r o l e i d =" plumber ">
< ex t e nd s r o l e =" bu i ld ing_company " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" a r 1 r 6 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n ="2& l t ;= team_numb&l t ;=3" / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
< r o l e i d =" e l e c t r i c i a n ">
< ex t e nd s r o l e =" bu i ld ing_company " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" a r 1 r 7 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n ="1& l t ;= team_numb&l t ;=6" / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e
< r o l e i d =" t i l e s _ l a y e r ">
< ex t e nd s r o l e =" bu i ld ing_company " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" a r 1 r 9 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n ="4& l t ;= team_numb&l t ;=7" / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
< r o l e i d =" j o i n e r ">
< ex t e nd s r o l e =" bu i ld ing_company " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" a r 1 r 8 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n ="3& l t ;= team_numb&l t ;=5" / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
< r o l e i d =" f r on t a g e_make r ">
< ex t e nd s r o l e =" bu i ld ing_company " / >
<adop tRequ i r emen tRo le >
<adoptReq i d =" a r 1 r 1 0 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n ="4& l t ;= team_numb&l t ;=10" / >
</ adop tRequ i r emen tRo le >
< l e aveRequ i r emen tRo l e / >
</ r o l e >
</ r o l e−d e f i n i t i o n s >
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<group−s p e c i f i c a t i o n i d =" b u i l d i n g _ g r p ">
< r o l e s >
< r o l e i d =" house_owner " min ="1" max="1" / >
</ r o l e s >
< l i n k s >
< l i n k from=" house_owner " t o =" bu i ld ing_company " t ype =" a u t h o r i t y " scope =" i n t r a−group "
ex t ends−sub−g roups =" f a l s e " bi−d i r =" f a l s e " / >
< l i n k from=" bu i ld ing_company " t o =" house_owner " t yp e =" communica t ion " scope =" i n t r a−group "
ex t ends−sub−g roups =" f a l s e " bi−d i r =" f a l s e " / >
< l i n k from=" bu i ld ing_company " t o =" bu i ld ing_company " t ype =" communica t ion " scope =" i n t e r−group "
ex t ends−sub−g roups =" t r u e " bi−d i r =" t r u e " / >
< l i n k from=" bu i ld ing_company " t o =" bu i ld ing_company " t ype =" communica t ion " scope =" i n t r a−group "
ex t ends−sub−g roups =" t r u e " bi−d i r =" t r u e " / >
</ l i n k s >
<sub−groups >
<group−s p e c i f i c a t i o n i d =" b igworks_g rp " min ="1" max="1" >
< r o l e s >
< r o l e i d =" s i t e _ p r e p _ c o n t r a c t o r " min ="1" max="2" / >
< r o l e i d =" b r i c k l a y e r " min ="1" max="1" / >
< r o l e i d =" r o o f e r " min ="1" max="2" / >
</ r o l e s >
< fo rma t i on−c o n s t r a i n t s >
< c om p a t i b i l i t y from=" s i t e _ p r e p _ c o n t r a c t o r " t o =" b r i c k l a y e r " t yp e =" c om p a t i b i l i t y "
scope =" i n t r a−group " ex t ends−sub−g roups =" f a l s e " bi−d i r =" f a l s e " / >
</ f o rma t i on−c o n s t r a i n t s >
</ group−s p e c i f i c a t i o n >
<group−s p e c i f i c a t i o n i d =" f i t t i n g _ g r p " min ="1" max="1" >
< r o l e s >
< r o l e i d =" p l a s t e r e r " min ="1" max="3" / >
< r o l e i d =" plumber " min ="1" max="1" / >
< r o l e i d =" e l e c t r i c i a n " min ="1" max="1" / >
</ r o l e s >
< fo rma t i on−c o n s t r a i n t s >
< c om p a t i b i l i t y from=" p l a s t e r e r " t o =" t i l e s _ l a y e r " t yp e =" c om p a t i b i l i t y "
scope =" i n t e r−group " ex t ends−sub−g roups =" f a l s e " bi−d i r =" f a l s e " / >
</ f o rma t i on−c o n s t r a i n t s >
</ group−s p e c i f i c a t i o n >
<group−s p e c i f i c a t i o n i d =" f i n i t i o n _ g r p " min ="1" max="1" >
< r o l e s >
< r o l e i d =" j o i n e r " min ="1" max="2" / >
< r o l e i d =" t i l e s _ l a y e r " min ="1" max="1" / >
< r o l e i d =" f r on t a g e_make r " min ="1" max="1" / >
</ r o l e s >
</ group−s p e c i f i c a t i o n >
</ sub−groups >
</ group−s p e c i f i c a t i o n >
</ s t r u c t u r a l −s p e c i f i c a t i o n >
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< f u n c t i o n a l−s p e c i f i c a t i o n >
<scheme i d =" bu i l d _hou s e _ s c h ">
<goa l i d =" g0 " ds =" h o u s e _ b u i l t ">
<p l an o p e r a t o r =" sequence ">
<goa l i d =" g01 " ds =" f i r s t _ s t e p ">
<p l an o p e r a t o r =" sequence ">
<goa l i d =" g1a " ds =" e x c a v a t i o n " t t f ="1 week">
<adop tRequ i r emen tGoa l >
<adoptReq i d =" a r1g1a " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" g o a l _ c o s t == _ "/ >
</ adop tRequ i r emen tGoa l >
< l e aveRequ i r emen tGoa l / >
</ goa l >
<goa l i d =" g11">
<p l an o p e r a t o r =" p a r a l l e l ">
<goa l i d =" g2a " ds =" f o n d a t i o n _ b u i l t " t t f ="4 week">
<adop tRequ i r emen tGoa l >
<adoptReq i d =" a r1g1a " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" g o a l _ c o s t == _ "/ >
</ adop tRequ i r emen tGoa l >
< l e aveRequ i r emen tGoa l / >
</ goa l >
<goa l i d =" g1b " ds =" r o a l _ s ewe r _ s y s t em " t t f ="3 week">
<adop tRequ i r emen tGoa l >
<adoptReq i d =" ar1g1b " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" g o a l _ c o s t == _ "/ >
</ adop tRequ i r emen tGoa l >
< l e aveRequ i r emen tGoa l / >
</ goa l >
</ p lan >
</ goa l >
<goa l i d =" g12">
<p l an o p e r a t o r =" p a r a l l e l ">
<goa l i d =" g2b " ds =" w a l l s _ b u i l t " t t f ="6 week">
<adop tRequ i r emen tGoa l >
<adoptReq i d =" ar1g2b " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" g o a l _ c o s t == _ "/ >
</ adop tRequ i r emen tGoa l >
< l e aveRequ i r emen tGoa l / >
</ goa l >
<goa l i d =" g5a " ds =" p l umb e r _ i n c o r p o r a t i o n " t t f ="2 week " / >
<goa l i d =" g6a " ds =" e l e c t r i c i a n _ i n c o r p o r a t i o n " t t f ="2 week " / >
</ p lan >
</ goa l >
<goa l i d =" g02">
<p l an o p e r a t o r =" p a r a l l e l ">
<goa l i d =" g13">
<p l an o p e r a t o r =" sequence ">
<goa l i d =" g3a " ds =" roo f−s t r u c t u r e _ b u i l t " t t f ="2 week">
<adop tRequ i r emen tGoa l >
<adoptReq i d =" a r1g3a " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" g o a l _ c o s t == _ "/ >
<adoptReq i d =" a r2g3a " t ype ="AdoptReq " p r o p e r t y ="mand"
e x p r e s s i o n =" h a s _ s t a n d a r d == NF P 21−203−1"/>
</ adop tRequ i r emen tGoa l >
< l e aveRequ i r emen tGoa l / >
</ goa l >
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<goa l i d =" g3b " ds =" r o o f _ b u i l t " t t f ="2 week">
<adop tRequ i r emen tGoa l >
<adoptReq i d =" ar1g3b " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" g o a l _ c o s t == _ "/ >
<adoptReq i d =" ar2g3b " t ype ="AdoptReq " p r o p e r t y ="mand"
e x p r e s s i o n =" h a s _ s t a n d a r d == NF P 31−301"/>
</ adop tRequ i r emen tGoa l >
< l e aveRequ i r emen tGoa l / >
</ goa l >
</ p lan >
</ goa l >
<goa l i d =" g4a " ds =" s t e e l f r a m e _ b u i l t " t t f ="1 week " / >
</ p lan >
</ goa l >
</ p lan >
</ goa l >
<goa l i d =" g03 " ds =" s e c ond_ s t e p ">
<p l an o p e r a t o r =" sequence ">
<goa l i d =" g14">
<p l an o p e r a t o r =" p a r a l l e l ">
<goa l i d =" g4b " ds =" i s o l a t i o n _mad e " t t f ="6 week " / >
<goa l i d =" g5b " ds =" p l umb e r _ i n s t a l l e d " t t f ="4 week " / >
<goa l i d =" g6b " ds =" e l e c t r i c i a n _ i n s t a l l e d " t t f ="4 week " / >
</ p lan >
</ goa l >
<goa l i d =" g15">
<p l an o p e r a t o r =" p a r a l l e l ">
<goa l i d =" g7a " ds =" d o o r _ f i t t e d " t t f ="1 week " / >
<goa l i d =" g7b " ds =" w i n dows_ f i t t e d " t t f ="1 week " / >
<goa l i d =" g9a " ds =" f r o n t a g e _ f i t t e d " t t f ="2 week">
<adop tRequ i r emen tGoa l >
<adoptReq i d =" a r1g9a " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" g o a l _ c o s t == _ "/ >
<adoptReq i d =" a r2g9a " t ype ="AdoptReq " p r o p e r t y ="mand"
e x p r e s s i o n =" h a s _ s t a n d a r d == DTU 59 .1 " / >
</ adop tRequ i r emen tGoa l >
< l e aveRequ i r emen tGoa l / >
</ goa l >
</ p lan >
</ goa l >
</ p lan >
</ goa l >
<goa l i d =" g04 " ds =" t h i r d _ s t e p ">
<p l an o p e r a t o r =" sequence ">
<goa l i d =" g4c " ds =" c e l l i n g_made " t t f ="2 " / >
<goa l i d =" g8a " ds =" t i l e s _mad e " t t f ="2 week " / >
<goa l i d =" g5c " ds =" p l umb e r _ f i n i t i o n " t t f ="4 week " / >
<goa l i d =" g6c " ds =" e l e c t r i c i a n _ f i n i t i o n " t t f ="4 week " / >
<goa l i d =" g4d " ds =" i n t e r i o r _ p a i n t e d " t t f ="2 weeks " / >
</ p lan >
</ goa l >
</ p lan >
</ goa l >
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<mi s s i on i d =" manage_bu i l d i ng " min ="1" max="1" >
<adop tRequ i r emen tMi s s i on / >
< l e av eRequ i r emen tM i s s i on / >
<goa l i d =" g0 " / >
</ mis s ion >
<mi s s i on i d =" p r e p a r e _ s i t e " min ="1" max="1" >
<adop tRequ i r emen tMi s s i on / >
< l e av eRequ i r emen tM i s s i on / >
<goa l i d =" g1a " / >
<goa l i d =" g1b " / >
</ mis s ion >
<mi s s i on i d =" b u i l d _ s t r u c t u r e " min ="1" max="1" >
<adop tRequ i r emen tMi s s i on / >
< l e av eRequ i r emen tM i s s i on / >
<goa l i d =" g2a " / >
<goa l i d =" g2b " / >
</ mis s ion >
<mi s s i on i d =" b u i l d _ r o o f " min ="1" max="1" >
<adop tRequ i r emen tMi s s i on / >
< l e av eRequ i r emen tM i s s i on / >
<goa l i d =" g3a " / >
<goa l i d =" g3b " / >
</ mis s ion >
<mi s s i on i d =" b u i l d _ i n t _w a l l " min ="1" max="1" >
<adop tRequ i r emen tMi s s i on / >
< l e av eRequ i r emen tM i s s i on / >
<goa l i d =" g4a " / >
<goa l i d =" g4b " / >
<goa l i d =" g4c " / >
<goa l i d =" g4d " / >
</ mis s ion >
<mi s s i on i d =" i n s t a l l _ p l um b i n g " min ="1" max="1" >
<adop tRequ i r emen tMi s s i on >
<adoptReq i d =" ar1m5 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" h a s _ s t a n d a r d == DTU 60 .11" / >
<adoptReq i d =" ar2m5 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" h a s _ s t a n d a r d == DTU 65"/ >
</ adop tRequ i r emen tMi s s i on >
< l e av eRequ i r emen tM i s s i on / >
<goa l i d =" g5a " / >
<goa l i d =" g5b " / >
<goa l i d =" g5c " / >
</ mis s ion >
<mi s s i on i d =" i n s t a l l _ e l e c t r i c i t y " min ="1" max="1" >
<adop tRequ i r emen tMi s s i on >
<adoptReq i d =" ar1m6 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" h a s _ s t a n d a r d == NF C 15−100"/>
</ adop tRequ i r emen tMi s s i on >
< l e av eRequ i r emen tM i s s i on / >
<goa l i d =" g6a " / >
<goa l i d =" g6b " / >
<goa l i d =" g6c " / >
</ mis s ion >
<mi s s i on i d =" f i t _ d o o r−windows " min ="1" max="2" >
<adop tRequ i r emen tMi s s i on / >
< l e av eRequ i r emen tM i s s i on / >
<goa l i d =" g7a " / >
<goa l i d =" g7b " / >
</ mis s ion >
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<mi s s i on i d =" f i t _ t i l e r " min ="1" max="1" >
<adop tRequ i r emen tMi s s i on >
<adoptReq i d =" ar1m8 " t ype ="AdoptReq " p r o p e r t y ="mand" e x p r e s s i o n =" h a s _ s t a n d a r d == DTU 52 .1 " / >
</ adop tRequ i r emen tMi s s i on >
< l e av eRequ i r emen tM i s s i on / >
<goa l i d =" g8a " / >
</ mis s ion >
<mi s s i on i d =" f i t _ f r o n t a g e " min ="1" max="1" >
<adop tRequ i r emen tMi s s i on / >
< l e av eRequ i r emen tM i s s i on / >
<goa l i d =" g9a " / >
</ mis s ion >
</ scheme >
</ f u n c t i o n a l−s p e c i f i c a t i o n >
<norma t ive−s p e c i f i c a t i o n >
<norm id ="n0 " t ype =" o b l i g a t i o n " r o l e =" house_owner " m i s s i on =" manage_bu i l d i ng " / >
<norm id ="n1 " t ype =" o b l i g a t i o n " r o l e =" s i t e _ p r e p _ c o n t r a c t o r " m i s s i on =" p r e p a r e _ s i t e " / >
<norm id ="n2 " t ype =" o b l i g a t i o n " r o l e =" b r i c k l a y e r " m i s s i on =" b u i l d _ s t r u c t u r e " / >
<norm id ="n3 " t ype =" o b l i g a t i o n " r o l e =" r o o f e r " m i s s i on =" b u i l d _ r o o f " / >
<norm id ="n4 " t ype =" o b l i g a t i o n " r o l e =" p l a s t e r e r " m i s s i on =" b u i l d _ i n t _w a l l " / >
<norm id ="n5 " t ype =" o b l i g a t i o n " r o l e =" plumber " m i s s i on =" i n s t a l l _ p l um b i n g " / >
<norm id ="n6 " t ype =" o b l i g a t i o n " r o l e =" e l e c t r i c i a n " m i s s i on =" i n s t a l l _ e l e c t r i c i t y " / >
<norm id ="n7 " t ype =" o b l i g a t i o n " r o l e =" j o i n e r " m i s s i on =" f i t _ d o o r−windows " / >
<norm id ="n8 " t ype =" o b l i g a t i o n " r o l e =" t i l e s _ l a y e r " m i s s i on =" f i t _ t i l e r " / >
<norm id ="n9 " t ype =" o b l i g a t i o n " r o l e =" f r on t a g e_make r " m i s s i on =" f i t _ f r o n t a g e " / >
</ no rma t ive−s p e c i f i c a t i o n >
< e n t r yEx i t−s p e c i f i c a t i o n >
< p o r t a l i d =" p1">
< en t r y−r e qu i r emen t s >
<en t ryReq i d =" enr1p1 " t ype =" EntryReq " p r o p e r t y ="mand" e x p r e s s i o n =" t u r n o v e r == _ "/ >
<en t ryReq i d =" enr2p1 " t ype =" EntryReq " p r o p e r t y =" op t " e x p r e s s i o n =" s t a f f _ s i z e == _ "/ >
<en t ryReq i d =" enr3p1 " t ype =" EntryReq " p r o p e r t y ="mand" e x p r e s s i o n =" e n v i r o nmen t _ r u l e s == _ "/ >
</ en t r y−r e qu i r emen t s >
< e x i t−r e q u i r emen t s / >
<ga t e s >
< g a t e i d =" ga0 " t a r g e t =" ( house_owner , _ , _ ) "
g roup Id =" b u i l d i n g _ g r p " schemeId =" bu i l d _hou s e _ s c h " d e a d l i n e ="1mn"/ >
< g a t e i d =" ga1 " t a r g e t =" ( s i t e _ p r e p _ c o n t r a c t o r , _ , _ ) "
g roup Id =" b igworks_g rp " schemeId =" bu i l d _hou s e _ s c h " d e a d l i n e ="1weeks " / >
< g a t e i d =" ga2 " t a r g e t =" ( b r i c k l a y e r , _ , _ ) "
g roup Id =" b igworks_g rp " schemeId =" bu i l d _hou s e _ s c h " d e a d l i n e ="1weeks " / >
< g a t e i d =" ga3 " t a r g e t =" ( r o o f e r , _ , _ ) "
g roup Id =" b igworks_g rp " schemeId =" bu i l d _hou s e _ s c h " d e a d l i n e ="1weeks " / >
</ g a t e s >
< a s s o c i a t e d−groups >
< a s s o c i a t e d−group i d =" assGr1 " group =" b igworks_g rp " p o r t a l Typ e =" e n t r y E x i t ">
< g a t e i d =" ga1 " / >
< g a t e i d =" ga2 " / >
< g a t e i d =" ga3 " / >
</ a s s o c i a t e d−group >
< a s s o c i a t e d−group i d =" assGr0 " group =" b u i l d i n g _ g r p " p o r t a l Typ e =" e n t r y E x i t ">
< g a t e i d =" ga0 " / >
</ a s s o c i a t e d−group >
</ a s s o c i a t e d−groups >
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</ p o r t a l >
< p o r t a l i d =" p2 " >
< en t r y−r e qu i r emen t s >
<en t ryReq i d =" enr1p2 " t ype =" EntryReq " p r o p e r t y ="mand" e x p r e s s i o n =" t u r n o v e r == _ "/ >
<en t ryReq i d =" enr2p2 " t ype =" EntryReq " p r o p e r t y ="mand" e x p r e s s i o n =" s t a f f _ s i z e &g t ;= 15"/ >
<en t ryReq i d =" enr3p2 " t ype =" EntryReq " p r o p e r t y ="mand" e x p r e s s i o n =" e n v i r o nmen t _ r u l e s == _ "/ >
</ en t r y−r e qu i r emen t s >
< e x i t−r e q u i r emen t s / >
<ga t e s >
< g a t e i d =" ga4 " t a r g e t =" ( p l a s t e r e r , _ , _ ) "
g roup Id =" f i t t i n g _ g r p " schemeId =" bu i l d _hou s e _ s c h " d e a d l i n e ="1weeks " / >
< g a t e i d =" ga5 " t a r g e t =" ( plumber , _ , _ ) "
g roup Id =" f i t t i n g _ g r p " schemeId =" bu i l d _hou s e _ s c h " d e a d l i n e ="1weeks " / >
< g a t e i d =" ga6 " t a r g e t =" ( e l e c t r i c i a n , _ , _ ) "
g roup Id =" f i t t i n g _ g r p " schemeId =" bu i l d _hou s e _ s c h " d e a d l i n e ="1weeks " / >
</ g a t e s >
< a s s o c i a t e d−groups >
< a s s o c i a t e d−group i d =" assGr2 " group =" f i t t i n g _ g r p " p o r t a l Typ e =" e n t r y E x i t ">
< g a t e i d =" ga4 " / >
< g a t e i d =" ga5 " / >
< g a t e i d =" ga6 " / >
</ a s s o c i a t e d−group >
</ a s s o c i a t e d−groups >
</ p o r t a l >
< p o r t a l i d =" p3">
< en t r y−r e qu i r emen t s >
<en t ryReq i d =" enr1p3 " t ype =" EntryReq " p r o p e r t y ="mand" e x p r e s s i o n ="3 &l t ;= t u r n o v e r " / >
<en t ryReq i d =" enr2p3 " t ype =" EntryReq " p r o p e r t y ="mand" e x p r e s s i o n =" s t a f f _ s i z e == _ "/ >
<en t ryReq i d =" enr3p3 " t ype =" EntryReq " p r o p e r t y ="mand" e x p r e s s i o n =" e n v i r o nmen t _ r u l e s == _ "/ >
</ en t r y−r e qu i r emen t s >
< e x i t−r e q u i r emen t s / >
<ga t e s >
< g a t e i d =" ga7 " t a r g e t =" ( j o i n e r , _ , _ ) "
g roup Id =" f i n i t i o n _ g r p " schemeId =" bu i l d _hou s e _ s c h " d e a d l i n e ="1weeks " / >
< g a t e i d =" ga8 " t a r g e t =" ( t i l e s _ l a y e r , m8 , _ ) "
g roup Id =" f i n i t i o n _ g r p " schemeId =" bu i l d _hou s e _ s c h " d e a d l i n e ="1weeks " / >
< g a t e i d =" ga9 " t a r g e t =" ( f r on t age_make r , m9 , g9a ) "
g roup Id =" f i n t i o n _ g r p " schemeId =" bu i l d _hou s e _ s c h " d e a d l i n e ="1weeks " / >
</ g a t e s >
< a s s o c i a t e d−groups >
< a s s o c i a t e d−group i d =" assGr3 " group =" f i n i t i o n _ g r p " p o r t a l Typ e =" e n t r y E x i t ">
< g a t e i d =" ga7 " / >
< g a t e i d =" ga8 " / >
< g a t e i d =" ga9 " / >
</ a s s o c i a t e d−group >
</ a s s o c i a t e d−groups >
</ p o r t a l >
</ e n t r yE x i t−s p e c i f i c a t i o n >
</ o r g a n i s a t i o n a l−s p e c i f i c a t i o n >
Annexe E
Expérimentations : Cas d’étude
Build-House
Dans cette annexe, nous présentons quelques copies d’écrans des résultats des expérimen-
tations réalisées pour la gestion d’une organisation multi-agent ouverte avec notre cas d’étude
build-house.
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E.1 Création des artefacts organisationnels
FIGURE E.1 – OrgBoard de l’entité organisationnelle : house1-OrgBoard
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FIGURE E.2 – GroupBoard building_grp : h1-buildingHouse-grpBoard
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FIGURE E.3 – GroupBoard ﬁtting_grp : h1-ﬁtting-grpBoard
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FIGURE E.4 – PortalBoard p2 : h1-portal2 (1)
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FIGURE E.5 – PortalBoard p2 : h1-portal2 (2)
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FIGURE E.6 – PortalBoard p3 : h1-portal3 (1)
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FIGURE E.7 – PortalBoard p3 : h1-portal3 (2)
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FIGURE E.8 – SchemeBoard de l’entité organisationnelle : h1-houseBuilding-
schBoard
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E.2 Gestion des procédures d’entrées
FIGURE E.9 – Propriétés observables SelectedAgent du portail 1
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(a) Propriétés observables SelectedAgent du portail 2
(b) Propriétés observables SelectedAgent du portail 3
FIGURE E.10 – Gestion processus d’entrée par les PortalBoard
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FIGURE E.11 – Gestion processus d’entrée : Contrats des agents Leroy et Ruth
Gestion des procédures d’entrées 287
FIGURE E.12 – Gestion processus d’entrée : Contrats des agents Lyne et Alix
Gestion des engagements aux missions et de la régulation 288
E.3 Gestion des engagements aux missions et de la ré-
gulation
FIGURE E.13 – Engagement aux mission du schéma social
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Résumé : Les systèmes multi-agents sont des systèmes dans lesquels des entités logicielles
appelées agents interagissent de façon autonome dans des environnements partagés. Ces der-
nières années, de nombreuses recherches sur les organisations multi-agents ont été menées et
divers modèles organisationnels ont été proposés. Cependant, ils n’offrent pas de solution pour
une gestion effective de la problématique d’ouverture dans des organisations multi-agents nor-
matives. Dans cette thèse, nous nous sommes intéressées à l’étude de cette problématique et
donc à la spéciﬁcation des besoins relatifs à la mise en oeuvre de l’ouverture au sein d’organi-
sation multi-agent. Nous avons ainsi identiﬁé trois propriétés caractéristiques de cette problé-
matique : l’interopérabilité d’une organisation avec son environnement extérieur et interne, la
gestion des entrées / sorties et la gestion du contrôle et de la régulation des agents. Pour ré-
pondre à ces propriétés, nous avons proposé un langage de modélisation d’organisation (OML)
MOISE qui est une extension de Moise+. MOISE permet de spéciﬁer de façon explicite les
processus d’entrée / sortie dans une organisation et notamment les exigences relatives aux
missions, buts, et rôles de l’organisation. Nous avons également proposé une infrastructure de
gestion d’organisation (OMI) ORA4MAS qui s’inspire du méta-modèle Agents et Artifacts
(A&A). Nous avons déﬁni le concept d’artefact organisationnel pour implémenter les fonc-
tionnalités correspondant aux spéciﬁcations du langageMOISE. Nos propositions ont été illus-
trées avec une spéciﬁcation d’organisation de gestion de la construction d’un édiﬁce. La mise
en oeuvre des propriétés d’ouverture a été expérimentée avec la gestion des processus d’entrée
/ sortie des agents, la négociation des clauses de contrat, la coordination des coopérations des
agents à la réalisation des buts de construction d’un édiﬁce, le contrôle des comportements des
agents relativement aux normes de l’organisation ainsi que leur régulation.
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Abstract : Multi-Agent Technology concerns the development of decentralized and open sys-
tems composed of different agents interacting in a shared environment. In recent years, orga-
nization has become an important in this research ﬁeld. Many models have been, and are still,
proposed. While no concensual model emerges of these different works, it appears that they
all lack the ability to build open and normative organizations in the sense of management of
entry / exit of agents into organization but also decentralized control / regulation of the au-
tonomy of the agents. In this thesis, our objective consists in the deﬁnition of a new model
addressing these requirements. Ours reseaches allow us to extend theMOISE+ organizational
modeling language (OML) in a new version namming MOISE. In this one we deﬁne an Entry
/ Exit speciﬁcation allowing to explicitly specify the ways in which the agents can enter or
exit in or from an organisation by providing some requirements according to the missions, the
goals and the roles of the organisation. The organizational management infrastructure (OMI)
ORA4MAS proposed take advantage of the Agents and Artifacts (A&A) approach. We de-
ﬁned the Organizational Artifacts concept as the basic building block of our OMI for the
management of organized and open MAS. To focus our study, the organizational artifacts will
be deﬁned considering the OML speciﬁcation of the MOISE model. We experimented our
proposal with the speciﬁcation of an application aiming to manage the build of a house. We
then experimented the management of the candidate agents to enter in the organisation and co-
operate with the other to build the house according to a speciﬁed social scheme, the speciﬁed
norms and their contract clauses negociated when they will be admitted in the organisation.
