






























RAEHALME, Thomas, Abakus Ohjelmistot Oy
Tiivistelmä 
Työn tarkoituksena oli toteuttaa Abakus Ohjelmistot Oy:lle kirjallinen 
ohjelmistotestauksen ohjeistus Java EE -teknologioilla. Lisäksi työn tavoitteena oli 
osoittaa raportin lukijalle testauksen tarpeellisuus teoreettisesta näkökulmasta 
sekä esitellä toimiviksi havaitut testausstrategiat ja -tekniikat.
Raporttiin sisällytettiin teoriaosuus ohjelmistoprosessista ja 
ohjelmistotestauksesta. Teoriaosuus on yleistettävissä myös muiden 
ohjelmointiteknologioiden saralla, eikä sitä ole sidottu mihinkään varsinaiseen 
prosessimalliin. Testauksen työkalujen opas on toteutettu Java EE -teknologioilla, 
ja se vaatii kyseisen teknologian pohjatuntemusta.
Työn tuloksena saatiin aikaan raportti, joka soveltuu testausstrategioiden ja 
-tekniikoiden opiskeluun. Lisäksi raportti sisältää ohjeet sekä valittujen 
testaustyökalujen käyttöön että käyttöönottoon. Raporttia voidaan käyttää 
oppaana sekä työn ohessa että perehdyttämisessä.
Avainsanat (asiasanat) 

























RAEHALME, Thomas, Abakus Ohjelmistot Oy
Abstract
The goal of this assignment was to produce a written guide of software testing 
for Abakus Ohjelmistot Oy using Java EE technologies. In addition, the goal was 
to show the reader the importance of software testing from a theoretical 
standpoint and introduce a proven set of testing strategies and methods.
Theory of software process and software testing was included in the report. The 
report's theory section is generalizable for other software technologies as well – 
it is not tied to any process model. The guide is dependent on Java EE 
technologies and requires some experience with this technology.
The result of this assignment was a report that can be used when studying 
testing strategies and methods. In addition, the report includes instructions for 
deployment and usage of selected tools. The report can be used as a reference 
guide alongside work and when briefing workers.
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public class MultiplicationTest {
@Test
public void testMultiplication() throws Exception {



















public class MoneyTest { 
private Money money;
@Before public void setUp() {
money= new Money(12, "EUR");
}



















     private ServiceImpl service;
     private DAO mockDao;
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     @Before public void setUp() {
          service = new ServiceImpl();
          mockDao = createMock(DAO.class);
          service.setDAO(mockDao);






@Test public void testSimpleScenario() {







































public void setUp() throws Exception {
// käytä hsqldb-alustettua datasourcea
DatabaseDataSourceConnection connection = new DatabaseDa-
taSourceConnection(dataSource);
// aseta yhteyden asetukset
DatabaseConfig config = connection.getConfig();
config.setProperty(DatabaseConfig.PROPERTY_DATATYPE_FAC-
TORY, new HsqldbDataTypeFactory());






















protected IDataSet getDataSet() throws Exception {




<henkilot id=”1” name=”Henkilo A” />




















































































public class SeleniumTest extends SeleneseTestCase { 
public void setUp() throws Exception { 
setUp("http://www.google.com/", "*firefox"); 
} 
public void testSelenium() throws Exception { 
selenium.open("/"); 
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selenium.type("q", "selenium ide"); 
selenium.click("btnG"); 
selenium.click("//ol[@id='rso']/li[1]/h3/a/em"); 
selenium.waitForPageToLoad("30000"); 
} 
}
Testin setUp­metodi käynnistää Firefox­selaimen osoitteeseen 
http://www.google.com/. Tämän jälkeen Selenese­komennot suoritetaan jär­
jestyksessä. Kuten esimerkistä huomataan, kyseessä on aivan puhdas JUnit­
testi, joka vain vaatii rinnalleen Selenium Server ­palvelimen sekä web­selai­
men.
4.3.3.3 Asennus
Ennen testien ajamista tulee Selenium Serverin olla käynnissä. Koska Sele­
nium Server on Java­ohjelma (selenium­server.jar), se ei tarvitse mitään eri­
tyistä asennusta. Riittää, että se ladataan työasemalle ja suoritetaan normaa­
listi Java­ohjelmana esimerkiksi komentoriviltä.
4.3.3.4 Testien ajaminen
Java­ohjelmointikielelle tarkoitettu Selenium­kirjasto (selenium­java­client­dri­
ver.jar) on helppo ottaa käyttöön. Riittää, että se lisätään projektin luokkapol­
kuun, jolloin sen tarjoama rajapinta on käytössä esimerkiksi JUnit­testejä var­
ten. Kun Selenium Server on käynnissä, testien ajaminen rajapintaa käyttävillä 
ohjelmilla on mahdollista.
4.4 Suorituskykytestaus Jmeterillä
Apache JMeter on Java­työpöytäsovellus, joka on suunniteltu asiakas­ ja pal­
velinpään ohjelmistojen, kuten web­sovellusten, suorituskykytestaukseen. Sitä 
voidaan käyttää sekä staattisten että dynaamisten resurssien testaukseen. Sil­
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lä voidaan testata esimerkiksi Java Servletit, Java­oliot ja tietokannat. JMeter 
voi simuloida raskasta palvelin­, verkko­ tai oliokuormaa tai analysoida järjes­
telmien yleistä suorituskykyä erilaisten kuormatyyppien alaisuudessa.
JMeteriä ei tulisi ajaa samalla työasemalla kuin testattavaa järjestelmää, koska 
testausohjelmiston käyttö saattaa vaikuttaa testattavan järjestelmän suoritus­
kykyyn. Olisi myös suositeltavaa suorittaa testit erillisessä aliverkossa, johon 
muu verkkoliikenne ei vaikuta. Jos tämä ei ole mahdollista, tulee varmistaa, 
että muu verkkoliikenne vaikuttaa testeihin mahdollisimman vähän.
4.4.1 Käyttöönotto
Apache JMeterin voi ladata sivustolta http://jakarta.apache.org/jmeter/. Se on 
alustariippumaton Java­työpöytäsovellus, joten sen ajamiseen tarvitaan vain 
Javan ajoympäristö eli JRE.
4.4.2 Testien luominen ja ajaminen
Testin suorittamiseksi luodaan testisuunnitelma (test plan). Testisuunnitelma 
sisältää toimenpiteet, jotka JMeter tekee suorittaakseen testin. Testisuunnitel­
ma voi sisältää muun muassa säiejoukkoja (thread groups), logiikkaohjaimia, 
ajastimia, raportteja sekä konfiguraatioelementtejä. Testisuunnitelmalla tulee 
olla ainakin yksi Thread Group ­elementti, joka on testisuunnitelman pääele­
mentti. Se sisältää kaikki muut JMeter­elementit ja ohjaa säikeitä, jotka simu­
loivat useita samanaikaisia käyttäjiä. Seuraavassa esimerkissä luodaan yksin­
kertainen Jmeter­testi.
Ensiksi lisätään testisuunnitelmaan Thread Group klikkaamalla hiiren oikealla 
näppäimellä Test Plan ­elementtiä ja valitsemalla Add ja sitten Thread Group. 
Seuraavassa kuviossa (kuvio 9) näemme lisätyn Thread Group elementin.
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KUVIO 9. Thread Group ­elementin lisääminen testisuunnitelmaan (Kuvan­
kaappaus JMeter­ohjelmasta)
Thread Group ­elementti sisältää kolme tärkeää attribuuttia
• Number of Threads – säikeiden lukumäärä, eli käyttäjämäärä
• Ramp­Up Period – aika sekunteina, joka varataan säikeiden luomiselle
• Loop Count / Forever – testin suorituskertojen lukumäärä.
Thread Group ­elementin alle tarvitaan itse testi. Esimerkiksi HTTP­pyynnön li­
sääminen tapahtuu asettamalla HTTP Request ­elementti Thread Group ­ele­
mentin alle. Se tapahtuu klikkaamalla hiiren oikeaa näppäintä Thread Group 
­elementtiin ja valitsemalla Add, Sampler ja sitten HTTP Request. Seuraavas­
sa kuviossa (kuvio 10) näemme lisätyn HTTP Request ­elementin.
44
KUVIO 10. HTTP Request ­elementin lisääminen testisuunnitelmaan (Kuvan­
kaappaus JMeter­ohjelmasta)
Erimerkkitestinä toimiva HTTP Request ­elementti sisältää muun muassa seu­
raavat kentät
• Server Name or IP – palvelimen nimi tai IP­osoite, johon kutsu lähete­
tään
• Method – kutsun tyyppi voi olla joko POST tai GET
• Path – polku, johon kutsu lähetetään.
Kun nämä kentät on asetettu, testi voidaan ajaa. Ennen sitä tarvitaan kuitenkin 
tapa esittää testin tulokset. Thread Group ­elementin alle voi lisätä esimerkiksi 
View Results in Table ­elementin, joka näyttää tulokset taulurakenteessa. 
Tämä on helpoin tapa esittää testin tuloksia, mutta JMeter sisältää myös usei­
ta muita esitystapoja. Seuraavassa kuviossa (kuvio 11) näemme View Results 
in Table ­elementin.
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KUVIO 11. Suorituskykytestin tulokset View Results In Table ­elementissä (Ku­
vankaappaus JMeter­ohjelmasta)
4.5 Testauksen kattavuuden laskeminen Coberturalla
Cobertura on ilmainen työkalu Java­ohjelmointikielelle testien kattavuuden las­
kemiseen. Sen avulla kehittäjät voivat löytää ohjelmakoodistaan vähemmälle 
testaukselle jääviä alueita. Cobertura laskee prosenttimääräisesti testien kat­
taman koodirivien ja ­haarojen määrän kullekin luokalle, paketille sekä koko 
projektille. Lisäksi se laskee McCaben syklomaattisen monimutkaisuuden kul­
lekin luokalle ja näyttää keskimääräisen syklomaattisen monimutkaisuuden 
kullekin paketille ja koko projektille. Cobertura voi generoida laskemansa ra­
portit sekä HTML­ että XML­muodossa.
Kehittäjien helpotukseksi Maven tukee Coberturaa suoraan. Kattavuuslaskun 
voi suorittaa seuraavalla komennolla projektikansion juuressa:
mvn cobertura:cobertura
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Koska Coberturan käyttäminen oletusasetuksilla on tehty näinkin helpoksi, on 
pelkästään hyödyllistä seurata testauksen kattavuutta sen avulla edes silloin 
tällöin. Kannattaa kuitenkin pitää mielessä, että testauksen kattavuuden valvo­
minen on vain laatutyökalu. On hyvä pitää testauksen kattavuusprosenttia kor­
kealla, mutta joissain tapauksissa kattavuuden väkinäinen nostaminen tuottaa 
enemmän haittaa kuin hyötyä, sillä mitä lähemmäs 100 %:n kattavuutta men­
nään, sen haastavammaksi ja siten kalliimmaksi kattavuuden nostaminen käy. 
Seuraavassa kuviossa (kuvio 12) näemme esimerkin Coberturan tuottamasta 
HTML­raportista.
KUVIO 12. Coberturan tuottama HTML­raportti
4.6 Debuggaus Eclipse IDE:llä
Debuggaus on erottamaton osa ohjelmistokehitystä, ja tämän vuoksi Eclipse 
IDE sisältää oletuksena debuggerin. Sen käyttöönottaminen ei vaadi mitään 
erityistoimenpiteitä, vaan käyttö on saumatonta IDE:n muiden toiminnallisuuk­
sien kanssa. Eclipsen Java­lähdekoodieditori tukee pysäytyskohtien (break­
points) lisäämistä suoraan tuotettavaan lähdekoodiin, mistä debugger osaa ne 
ohjelman suoritusvaiheessa poimia.
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Eclipse IDE:n debug­tila tukee sekä tavallisten ohjelmien että JUnit­testien de­
buggausta. Koska web­sovellukset ajetaan yleensä erillisellä sovelluspalveli­
mella, Eclipse IDE tukee myös etädebuggausta (remote debugging), jolloin 
jopa tuotantoympäristön debuggaus on periaatteessa mahdollista.
4.6.1 JUnit­testien debuggaus
Koska JUnit­testit voidaan ajaa suoraan Eclipse IDE:n kautta, tämä mahdollis­
taa myös niiden helpon debuggauksen. Debuggaus helpottaa testitapausten 
kehitystä olennaisesti, sillä testeissä itsessäänkin voi luonnollisesti olla ohjel­
mavirheitä. Debuggerin avulla testien kehitys on helpompaa, nopeampaa ja te­
hokkaampaa. Lisäksi olennainen osa testausta on selvittää testien löytämiä 
virheitä debuggerin avulla.
JUnit­testin ajaminen debug­tilassa voi tapahtua joko Run­ tai pikavalikosta. 
Seuraavassa kuviossa (kuvio 13) testiluokan pikavalikko on avattu oikealla hii­
rennäppäimellä. Avautuneesta valikosta valitaan Debug As ­alivalikko ja sen 
alta Junit­test. Kuviossa 14 näemme avautuneen Debug­tilan Eclipse IDE:ssä.
KUVIO 13. JUnit­testin suoritus aloitetaan debuggerin avulla (Kuvankaappaus 
Eclipse IDE:stä)
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KUVIO 14. JUnit­testi ajetaan debug­tilassa (Kuvankaappaus Eclipse IDE:stä)
4.6.2 Sovelluspalvelimen etädebuggaus
Tomcat­sovelluspalvelin (versio 6.x) tukee debuggausta etäyhteydellä. Kehittä­
jän tulee varmistaa, että Tomcat­palvelimen jpda­tuki (Java Platform Debugger 
Architechture) on päällä. Tämä tapahtuu käynnistämällä palvelin esimerkiksi 
seuraavalla komennolla:
bin/catalina.sh jpda start
Eclipsessä etädebuggauksen saa päälle valitsemalla Run­valikosta Debug 
Configurations. Valinta avaa näkymän, jossa voi luoda uuden profiilin käytössä 
olevalle sovelluspalvelimelle kohdassa Remote Java Application.
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Sekä Tomcatin että Eclipse IDE:n jpda­oletusportti on 8000. Portin asetuksia 
voi muuttaa Tomcatin konfiguraatiotiedostoista ja Eclipsen Debug Configura­
tions ­näkymästä. Ideaalisessa tilanteessa kehittäjän ei kuitenkaan tarvitse 
muuttaa asetuksia. Usein vain Tomcatin käynnistäminen jpda­tuella ja Remote 
Java Application ­profiilin luominen projektille riittää. Usein tässä vaiheessa 
kannattaa myös lisätä Source­välilehdelle muut projektit, joista Eclipsen de­
bugger etsii tarvitsemansa lähdekoodit ohjelman suoritusvaiheessa. Tämän 
jälkeen painetaan Debug­painiketta, jolloin etädebuggaus on käytössä. Seu­
raavassa kuviossa (kuvio 15) näemme avatun Debug Configurations ­ikkunan.
KUVIO 15. Eclipsen Remote Java Application ­konfiguraatio (Kuvankaappaus 
Eclipse IDE:stä)
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5 POHDINTA
Työn tekeminen oli osittain vanhan tiedon kertaamista, mutta toisaalta se sisäl­
si myös paljon uutta. Koulusta saadusta teoriapohjasta ja työelämässä hanki­
tusta kokemuksesta oli paljon hyötyä, sillä ohjelmistotestauksen taustatutki­
musta tehdessä monet asiat olivat tuttuja. Kuitenkin perehtyminen syvällisem­
min ohjelmistotestaukseen antoi monia uusia oivalluksia, mikä teki työn teke­
misestä mielekästä.
Työn positiivisin asia oli se, että ohjelmistotuotannosta ja ­testauksesta löytyi 
paljon taustatietoa. Tämä johtui luonnollisesti siitä, että ohjelmistotestaus on 
ohjelmistotuotannon tärkeimpiä osa­alueita ja siten hyvin tutkittu aihealue. Li­
säksi Java EE ­teknologia on testaustyökalujensa osalta erinomaisesti tuettu 
ja dokumentoitu, mikä osaltaan myös helpotti työn viimeisen luvun eli oppaan 
tekemisessä. Suurin haaste työn tekemiselle oli tiukka aikataulu, joka johtui 
suurelta osin arkielämän työkiireistä sekä päivittäisestä tuntien työmatkasta. 
Aikataulu tuntui välillä jopa mahdottomalta esteeltä. Jälkeenpäin ajateltuna ai­
katauluhaasteet kuitenkin opettivat paljon tehtävien priorisoinnista ja työn ra­
jaamisesta.
Työn lopputuloksena saatiin aikaiseksi raportti ohjelmistotestauksesta ja opas 
Java EE ­testaukstyökalujen käyttöön. Se riittää perusteiden opettelemiseen ja 
on siten hyödyllinen sekä uusille, että kokeneemmille kehittäjille. Työn paranta­
miseksi olisi voinut vielä tutkia tarkemmin ohjelmistotestausta ja siihen liittyvää 
prosessia. Lisäksi olisi ollut hyödyllistä syventyä hieman tarkemmin valittuihin 
työkaluihin.
Olen sitä mieltä, että työstä tulee olemaan hyötyä toimeksiantajayritykselle ja 
julkisena raporttina myös muille ohjelmistotestauksesta kiinnostuneille. Erityi­
sesti Java EE ­kehittäjille työkaluopas on hyödyllinen työkalujen käytössä ja 
käyttöönotossa. Mielestäni työn lopputulos on hyvä.
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