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Fakulteta za računalnǐstvo in informatiko izdaja naslednjo nalogo:
Globalno osvetljevanje z voksli
Tematika naloge:
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algoritem, ki bo s predhodno vokselizacijo opisa scene olaǰsal najzahtevneǰsi
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Povzetek
Naslov: Globalno osvetljevanje z voksli
Avtor: Andrej Ulčar
V diplomski nalogi predstavimo pristop reševanja globalnega osvetljevanja
3D prostora, neodvisnega od pozicije kamere, s pomočjo vokslov. Opǐsemo
pogoste težave pri globalnem osvetljevanju in predstavimo nekaj metod, ki
ga rešujejo. Obrazložimo kako globalno osvetljevanje deluje ter predstavimo
naš pristop naslavljanja težav povezanih z njim. Vokslom s sledenjem žarkov
iz luči izračunamo direktno osvetljavo. V nadaljnjih odbojih voksli služijo
kot luči za osvetljevanje ostalih vokslov.
Glavna prednost našega algoritma je, da izračuna osvetlitev za celoten
prostor neodvisno od položaja kamere in brez šuma. Ker so izračuni neod-
visni od položaja kamere, nam to omogoči hiter ponoven izris po premiku
kamere. Preverjanje rezultatov smo izvajali na treh scenah in s tremi drugimi
algoritmi.
V testnih primerih smo za prvi izračun osvetlitve prostora potrebovali
nekaj ur, v najbolǰsem primeru 1 uro in pol. Po izračunu osvetlitve prostora
smo pri premiku kamere za vsak ponoven izris potrebovali 20-25 sekund. V
povprečju so rezultati našega algoritma odstopali le za 4,56% od referenčne
slike ustvarjene z algoritmom Path tracing.
Algoritem je časovno najbolj primeren za vizualizacijo statičnih scen iz
mnogih zornih kotov, ker se nam čas prvega izračuna povrne že v nekaj slikah.
Ključne besede: voksel, računalnǐska grafika, 3D grafika, direktno osvetlje-
vanje, globalno osvetljevanje.
Abstract
Title: Voxel based global illumination
Author: Andrej Ulčar
In this diploma thesis we present an approach to global illumination of 3D
space, regardless of camera position, with voxels. We present global illumi-
nation, explain a few methods that solve it and present common problems.
We explain how it works and present our approach to the problem. With
raytracing lights, we calculate direct illumination for voxels and then use
voxels as lights to illuminate other voxels in subsequent bounces.
The main advantage of our approach is that we calculate global illumi-
nation for the whole scene regardless of camera position and without noise.
Data is camera independent, which enables fast rerendering after moving the
camera. We conducted tests on three scenes and compared our algorithm
against three others.
In test cases, our approach required several hours to calculate initial il-
lumination, in best case an hour and a half. After calculating initial illumi-
nation each subsequent camera render took only 20-25 seconds when moving
the camera. Results of our algorithm deviated only 4.56% on average, from
the reference image created with Path tracing algorithm.
The algorithm is most suited for visualization of static scenes from mul-
tiple camera angles, because times spend on calculating scene illumination is
gained back in just a few renders.




Področje računalnǐske grafike je bilo pomembno že pri zgodnjih računalnikih
[2]. Takrat je to pomenilo preprost grafičen prikaz podatkov v ljudem pri-
jazni obliki. Danes področje zajema širok spekter ustvarjanja, procesiranja
in prikazovanja slik s pomočjo računalnika. Izraz običajno povezujemo z
računalnǐsko ustvarjenimi 3D slikami.
Eden izmed ključnih problemov in ciljev računalnǐske grafike je ustvarja-
nje foto-realističnih in fizikalno pravilnih slik iz podanih parametrov o pro-
storu, kot so luči, materiali, objekti, nebo ... Za te se uporabljajo algoritmi
globalnega osvetljevanja, ki simulirajo odboje svetlobe od površin in lomlje-
nje svetlobe pri prehodu skozi materiale, kot na primer Path tracing [12] in
Photon mapping [11]. To lahko rešujemo na različne načine, vendar je težava
teh rešitev velika časovna zahtevnost, nizka natančnost ali oboje. Današnji
računalniki običajno potrebujejo za vsako sliko od nekaj minut, do nekaj
ur procesiranja, odvisno od zahtevnosti. Računanje je težko časovno predvi-
dljivo. Obstajata dve veji področja. Ena se osredotoča na natančnost, vendar
za to žrtvuje čas. Druga se osredotoča na hitrost, vendar za to žrtvuje na-
tančnost. Globalno osvetljevanje se že široko uporablja v raznih industrijskih
panogah, kjer je najpomembneǰsa natančnost, na primer v filmski produkciji,
pri arhitekturni vizualizaciji, umetnosti ...
V tej nalogi smo se osredotočili na reševanje problema osvetljevanja in iz-
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risovanja slik z metodo, ki razdeli procesiranje na dva dela. Prvi del, računsko
zelo zahteven, sledi žarkom svetlobe po prostoru in potrebuje veliko časa za
pripravo rezultatov. Drugi del te rezultate nato uporabi za hiter izris končnih
slik. Poskušali smo ustvariti metodo, ki izračuna globalno osvetljevanje za
celoten prostor, neodvisno od kamere, in po prvotnem izračunu omogoča
hiter ponoven izris slik ne glede na pozicijo kamere.
Trenutni algoritmi potrebujejo veliko vzorcev za vsak slikovni element, da
na sliki zmanǰsajo šum. Pri premiku kamere so rezultati preǰsnjega računanja
neuporabni, ker so vezani na pozicijo in orientacijo kamere. Algoritmi kot
na primer Photon mapping, del računanja izvajajo in shranijo neodvisno od
kamere, zato je ponoven izris prostora pri premiku kamere hitreǰsi. Z našim
algoritmom smo poskusili izračunati rezultate neodvisno od kamere, zato da
smo lahko po premiku kamere imeli hiter izris scene. Poskrbeli smo tudi, da
so rezultati brez šuma.
1.1 Pregled sorodnih del
Na področju obstaja nekaj algoritmov, ki rešujejo problem globalnega osve-
tljevanja. Izmed teh so bolj znani Photon mapping, Instant radiosity [13],
Point-based global illumination [6] in Voxel global illumination [7].
Algoritem Photon mapping [11] iz luči v prostor pošlje fotone, jih shrani v
seznam in nato iz kamere v prostor sledi žarkom. Če sekajo površino objekta,
za to točko poǐsče bližnje fotone ter na podlagi njihovih podatkov izračuna
približek osvetlitve. Metoda za dobre rezultate zahteva veliko količino foto-
nov in majhno območje iskanja. Pri večjih območjih pride do sevanja svetlobe
skozi svetlobno nepropustne objekte, pri manǰsem številu fotonov pa dobi zr-
nast vzorec svetlobe. Prednost metode je, da odlično deluje za svetlobno
kompleksne prostore, kot tudi za vse vrste materialov.
Algoritem Instant radiosity [13], imenovan tudi Virtual point light (VPL),
iz luči v prostor sledi žarkom. Če ti sekajo površino objekta, na to površino
postavi točkaste luči z močjo in barvo, ki se ujema z odbojno svetlobo objekta.
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Te nato uporabi za osvetlitev prostora. Algoritem postopek ponavlja, dokler
ne doseže največjega števila žarkov. Navidezni svetlobni viri blizu robov
občasno proizvedejo vidne artefakte. Te algoritem rešuje z omejevanjem moči
navideznih svetlobnih virov. Prednost algoritma je, da rezultati nikoli ne
proizvedejo šuma, njegova slabost je, da so rezultati pristranski.
Algoritem Point-based global illumination (PBGI) [6] se široko uporablja
v filmski industriji. Algoritem najprej razdeli površine na manǰse diske in
za njih izračuna direktno osvetlitev. Iz kamere v prostor za vsak slikovni
element pošlje žarek. Če žarek seka površino, poǐsče presečǐsču ustrezen disk.
Zanj izračuna indirektno osvetljavo tako, da izračuna prihajajočo svetlobo iz
ostalih polj v drevesu. Rezultate za polje tekom računanja hrani v šestih
majhnih slikah in z njimi računa ali so ostala polja vidna ali ne, da ne pride
do presevanja svetlobe skozi objekte.
Algoritem Voxel global illumination (VXGI) [7] omogoča globalno osve-
tljevanje v realnem času, vendar za to izgubi veliko natančnosti. Algoritem
površine spremeni v voksle. Bolj oddaljene kot so površine od kamere, v
večje voksle jih spremeni. Za vse voksle ustvari tudi več nivojev večjih vo-
kslov, ki predstavljajo nižjo natančnost, podobno kot nižja globina osmǐskega
drevesa predstavlja bolj grob opis prostora. Podatke o vokslih shrani v 3D cli-
pmap. Voksle direktno osvetli in osvetlitev filtrira v voksle nižje natančnosti.
Za vsak voksel viden iz kamere izračuna indirektno osvetlitev voksla. To
izračuna tako, da iz voksla pošlje nekaj stožcev, teh je običajno 5 do 6. Algo-
ritem sledi stožcu in ǐsče voksle, ki jih stožec seka ter na podlagi teh izračuna
indirektno osvetlitev. Radij stožca, odvisen od razdalje izvora, pove kako ve-
like voksle algoritem ǐsče. Za izračun spekularnega odseva algoritem, v smeri
odboja pogleda kamere, pošlje še dodaten ožji stožec, ki na enak način poǐsče
voksle, ki osvetljujejo ta voksel. Na koncu kamera izrǐse prvotno geometrijo
površin, le da pri izračunu osvetlitve, uporabi podatke shranjene v vokslih,
ki te površine opisujejo. Algoritem podpira vse vrste materialov. Njegova
glavna slabost je nizka natančnost, še posebno na površinah oddaljenih od
kamere.
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V tem diplomskem delu smo rezultate našega algoritma primerjali z re-
zultati algoritmov Photon mapping, Virutal point light in Path tracing. Al-
goritem Path tracing [12] je preprost algoritem z visoko natančnostjo. Ta
iz kamere v naključne smeri v vidnem polju kamere pošilja žarke v prostor.
Če žarek seka površino, ga od površine odbije v naključno smer, odvisno od
lastnosti površine. Žarku sledi do naslednje površine, kjer na enak način po-
novno žarek odbije. To ponavlja, dokler žarek ne zadane svetlobnega vira.
Ko ga zadane, za celotno pot žarka izračuna odsevano svetlobo od površin,
do kamere. Rezultate na kameri zbira v slikovnih elementih, običajno z Ga-
ussovim filtrom. Algoritem žarke v prostor pošilja, dokler ne doseže vnaprej
določenega števila vzorcev na slikoven element. Rezultati algoritma Path tra-




K problemu globalnega osvetljevanja najbolj pogosto pristopimo s sledenjem
žarkov (angl. raytracing), ki prenašajo svetlobo, v prostoru, od svetlobnega
vira do opazovalca. Za to je potrebna definicija 3D prostora. Ta navadno
vključuje pozicije in orientacije, kot tudi ostale parametre objektov, luči,
kamere in materialov. Žarkom začnemo slediti na luči in jih pošljemo v
naključno smer iz luči dokler ti ne dosežejo površine objekta. Nekaj energije
žarka se zaradi fizikalnih lastnosti materiala vsrka, preostanek pa se odbije
in razprši po prostoru, kjer žarek zadane druge površine. Žarkom sledimo
dokler ti ne dosežejo opazovalca, oziroma kamere. Najlažje si sledenje žarkov
predstavljamo z ogledalom, kot je prikazano na Sliki 2.1. Če predpostavimo,
da ogledalo v celoti odbije vso svetlobo, v smeri odbojnega kota, ki je enak
vpadnemu kotu, se bo vsa svetloba od ogledala odbila in osvetlila naslednjo
površino, ki jo zadane. Preiskovanje in osvetljevanje celotnega prostora je
pretežko, zato to računamo z metodo Monte Carlo [15], ki naključno vzorči
prostor. Vsak dodaten vzorec poveča natančnost rezultata. Z zadostnim







Slika 2.1: Prikaz poti enega žarka svetlobe, v primeru ogledal.
2.1 Direktno osvetljevanje
Svetloba se ob trku ne izgubi v celoti, ampak, ko ta zadane neko površino
se odbije in razprši. Direktno osvetljevanje tega ne upošteva in osvetli le
površine objektov, ki so lučem neposredno vidne. Če niso, površina leži




Slika 2.2: Shema direktnega osvetljevanja. Sivo območje pod kroglo je v
popolni temi.
oziroma jo odsevamo le proti kameri, če je le-ta vidna, sicer pa sledenje za-
ključimo pri prvem trku, kot prikazuje tudi Slika 2.2. Svetlobni vir v 3D
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prostoru si lahko predstavljamo kot kroglo, ki sveti v vse strani. Svetlobo
predstavimo kot žarke, ki iz površine te krogle sevajo v neskončno mnogo
strani. Ko ti žarki dosežejo površino objekta, jih poskusimo povezati s ka-
mero. Za smer žarka (θi, φi), ki potuje iz luči proti točki na površini in
za smer žarka (θr, φr), ki potuje iz točke površine proti kameri, izračunamo
obsevanost E in sevanje površine L s funkcijo BRDF [9]:




Za različne materiale se obsevanost in sevanje površine računata drugače.
Najbolj preprost je izračun za t. i. Lambertske površine. To je matematično
popolnoma difuzna površina, oziroma sevanje površine je enakomerno poraz-
deljeno v vse smeri. Rezultat funkcije BRDF je v tem primeru konstanta.
Za prikaz na kameri nas zanima le sevanje površine L. V primeru t. i. Lam-
bertske površine, bi za moč luči I sevanje površine L izračunali z enačbo:
L = a · I · cos(θi) (2.2)
V enačbi (2.2) a predstavlja albedo, ki pove koliko svetlobe površina odbije.
Rezultat shranimo v slikovni element na kameri. Ker lahko več točk spada
v isti slikovni element na kameri, moramo za končni rezultat slikovnega ele-
menta izračunati povprečje vseh točk, ki vanj spadajo. Ker z metodo Monte
Carlo žarke izbiramo naključno, bo sprva na sliki nekaj šuma. Ko izračunamo
dovolj žarkov, bo ta sčasoma upadel, in ko ni več opazen, računanje usta-
vimo. Pri računanju lahko veliko žarkov konča z zastrtim pogledom do ka-
mere, računanje teh pa je računsko potratno. Svetlobo lahko na omenjeni
način računamo v obe smeri, zato je bolje, da svetlobi iz kamere sledimo v
prostor in šele potem poskusimo točko na objektu povezati z naključno točko
na površini luči.
Na Sliki 2.4a je rezultat direktnega osvetljevanja prostora. Čeprav je to
slika notranjosti prostora, prostor kljub direktnemu osvetljevanju ni v popolni
temi. K osvetlitvi tu prispeva tudi slika okolja, ki služi kot nebo, ki sveti skozi
okna. Okna so tu brez stekel, ker bi to ustavilo žarke in prostor bi končal v
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popolni temi. Ker površine zastrte lučem končajo v popolni temi, rezultati
niso zelo prepričljivi. Temu se delno lahko izognemo z dobro postavitvijo
luči, vendar nam še vedno manjkajo odsevi svetlobe iz ostalih površin.
2.2 Globalno osvetljevanje
Globalno osvetljevanje poleg direktne osvetljave računa tudi indirektno osve-
tljavo. To računamo podobno kot pri direktnem osvetljevanju, le da ko žarek
zadane površino, ne izgine v celoti, ampak se nekaj svetlobe razprši in odbije
na ostale površine. Torej, ko žarek doseže točko na površini, lahko to točko
poskušamo povezati s kamero, vendar sledenja ne ustavimo tukaj, ampak kot
prikazano na Sliki 2.3 iz točke pošljemo nov svetlobni žarek v naključni smeri,
dokler ne doseže nove površine, kjer postopek ponovimo. To počnemo dokler
žarek ne zadane površine kamere, ali dokler ne dosežemo vnaprej določenega




Slika 2.3: Prikaz odbojev svetlobe po prostoru. Rdeči žarki kameri niso vidni.
zultat za celotno pot žarka. Če želimo hitreje zmanǰsati šum, lahko vsako
vmesno točko poskusimo povezati s kamero. Tu je tudi veliko več možnosti,
da točke končajo na površinah, ki so kameri zakrite, zato je bolje, če sledenje
začnemo na kameri in točke poskusimo povezati z lučmi. Zaradi indirektne
osvetljave slike izgledajo bolj resnične, ampak je računanje veliko počasneǰse,
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saj je za vsak odboj možnih neskončno mnogo smeri kamor se žarek lahko
odbije in rezultati slikovnih elementov počasneje konvergirajo.
Na Sliki 2.4b imamo rezultat globalnega osvetljevanja enakega prostora
kot na Sliki 2.4a. Če ju primerjamo, opazimo, da pri direktnem osvetljevanju
manjkajo odboji gladkih površin. To je še posebno opazno pri kovini, ker je
osvetljava odvisna od odseva. Pri direktnem osvetljevanju je tako skoraj
popolnoma črna, ker ne računamo svetlobnih odbojev. Kljub temu slika
ni popolnoma temna, ker jo osvetljuje nebo, oziroma v tem primeru slika
okolice, ki služi kot luč in seva le skozi okna v prostoru in tako z vseh strani
osvetljuje prostor. Slika globalnega osvetljevanja je tudi veliko svetleǰsa in
na sliki močne sence niso več vidne. Strop ni več obarvan zeleno, saj zdaj
večino prostora osvetljuje sonce, ki se odbija od ploščic na tleh.
(a) Direktno osvetljevanje (b) Globalno osvetljevanje





Zaradi lažje implementacije smo celoten algoritem implementirali v igralnem
pogonu Unity (različica 2018.3.9f1) [19]. Pogon že omogoča opis in izgradnjo
3D prostora. Nudi tudi pomožne funkcije za delo z njimi, kot sta sledenje
žarkov in iskanje presečǐsč. Algoritem smo v pogonu Unity implementirali
v petih skriptah, napisanih v programskem jeziku C#. Ena opisuje le opis
luči, ostale izvajajo algoritem, ki se deli na štiri korake:
 Vokselizacija - zgradi osmǐsko drevo prostora, definira voksle in jim
doda informacijo površin.
 Direktno osvetljevanje - izračuna obsevanje vokslov iz sevanja luči.
 Globalno osvetljevanje - izračuna obsevanje vokslov iz sevanja drugih
vokslov.
 Prikaz na kameri - prikaže interpoliran rezultat osvetlitve in tonsko
popravi sliko.
Pri implementaciji osvetljevanja smo naredili nekaj približkov za hitreǰse
računanje, zato osvetljevanje ni več popolnoma fizikalno pravilno, vendar
so približki dovolj dobri, da so razlike skoraj neopazne. Algoritem podpira
le matematično popolnoma difuzne površine. V prvem delu poglavja pregle-
damo osnove in organizacijo pogona Unity. Nadaljujemo z vokselizacijo in
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gradnjo osmǐskega drevesa [14] ter opis vokslov, ki so osnova našega algo-
ritma. Opǐsemo izračun direktnega in globalnega osvetljevanja vokslov. V
zadnjem koraku opǐsemo še izris slike na kameri in interpolacijo med voksli,
da prikaz na kameri ni kockast.
3.1 Igralni pogon Unity
Program Unity je realno-časovni igralni pogon, ki ga razvija Unity Technolo-
gies in podpira širok nabor operacijskih sistemov in naprav, kot so Windows,
MacOS, Linux, Playstation 4 in Android. V program je poleg celotnega igral-
nega pogona vgrajen tudi napredni urejevalnik stopenj, oziroma prostora, ki
podpira ustvarjanje v 2D ali 3D. Ta v realnem času prikazuje končen izgled
stopnje in omogoča tudi igranje igre neposredno v urejevalniku.
3.1.1 Igralni objekti
V pogonu Unity so igralni objekti (angl. game objects) prazne točke v pro-
storu, ki same po sebi ne naredijo nič. Vsak objekt ima definirano pozicijo,
orientacijo in faktor velikosti. Te vrednosti so predstavljene s prostorskimi
vektorji. Poleg teh lahko igralnemu objektu dodamo tudi komponente, ki ga
opǐsejo bolj podrobno in mu dodajo funkcionalnost.
3.1.2 Površine in materiali
Igralnemu objektu lahko dodamo opis površine, na primer kocke, tako, da mu
dodamo komponento ‘mesh filter’ in tej komponenti določimo katero površino
želimo definirati. Površine so predstavljene kot seznam točk in povezav med
njimi. Točke v prostoru so med seboj povezane v trikotnike, ki sestavljajo
našo končno površino. V seznamu povezav je za vsako točko navedeno s
katerimi drugimi točkami je povezana. Igralne objekte z dodanim opisom
površine bomo v nadaljevanju imenovali ‘objekti’. Objekti so v urejevalniku
vidni le, če jim dodamo tudi komponento ‘mesh renderer’, ki opisuje kako
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naj jih pogon izrisuje. Tu lahko objektu dodamo material, ki smo ga vnaprej
ustvarili v igralnem pogonu. Material je predstavljen kot senčilnik z vnaprej
podanimi vhodnimi podatki. Senčilniki so majhni programi, ki se izvajajo
na grafični kartici in se običajno uporabljajo za računanje osvetlitve površin
v realno-časovnih programih. Za naš algoritem smo uporabili le vhodni pa-
rameter albedo, ki je prisoten na vgrajenem standardnem senčilniku.
3.1.3 Luči
Luči v pogonu Unity so le igralni objekti z dodano komponento ‘Light’. Ta
opisuje tip, razdaljo, barvo, način, moč in ostale parametre luči, ki so po-
membni za realno-časovno prikazovanje. Te luči so nam bile uporabne za
lažjo predstavo končnega prostora, a jih v našem algoritmu nismo uporabili.
Za naš algoritem smo ustvarili lastno definicijo luči.
Naše luči smo predstavili s petimi parametri:
 Tip - pove nam obliko luči. Možni tipi so: kroglasta, usmerjena in
kvadratna.
 Moč - sevalna moč luči, ki je za usmerjene in kvadratne luči neodvisna
od njene velikost.
 Barva - barva luči.
 Radij - definira velikost kroglaste luči.
 Velikost - definira velikost kvadratne luči.
3.1.4 Kamera in uporabnǐski vmesnik
Kamere so predstavljene kot igralni objekti z dodano komponento ‘Camera’
in nam prikazujejo perspektiven pogled prostora. Tu lahko nastavimo nav-
pičen vidni kot kamere (angl. vertical field of view), merjen v stopinjah. Ka-
mera lahko poleg prostora izrisuje tudi uporabnǐski vmesnik, ki ga sestavljajo
posebni elementi, ki se razlikujejo od igralnih objektov. Te smo uporabili za
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platno uporabnǐskega vmesnika, na katerem smo pripravili prazno sliko. Za
platno smo uporabili element ‘Canvas’ in mu v hirearhiji podredili element
‘Image’. Element ‘Image’ kot eno od lastnosti sprejema izvorno sliko, ki se
izrǐse na uporabnǐski vmesnik, ki ga prikazuje kamera. Sliko, ki je prvotno
popolnoma bela, smo nastavili, da zavzema celotno površino kamere. Vanjo
smo zapisali končen rezultat osvetlitve (glej poglavje 3.5) in ga tako prikazali,
da bo viden uporabniku.
3.1.5 Skripte
Vso lastno programsko kodo v pogonu izvajamo preko skript. Vsakemu igral-
nemu objektu lahko dodamo eno ali več skript preko sistema komponent.
Njihov namen je primarno nadziranje igralnega objekta kateremu je skripta
dodeljena. Kljub temu lahko skripte manipulirajo celoten prostor in vse javne
parametre. Skripti lahko dodamo tudi javne parametre, ki jih lahko pred in
med izvajanjem programa spreminjamo tudi preko uporabnǐskega vmesnika
urejevalnika. Pisanja, urejanja in razhročevanja skript program ne podpira,
vendar se za to zanaša na zunanji urejevalnik. Za izdelavo našega algoritma
smo v ta namen uporabili Microsoft Visual Studio 2017.
3.2 Vokselizacija
Voksli predstavljajo vrednost v tridimenzionalni mreži. Ti običajno nimajo
lastnih koordinat ampak jih lahko izračunamo iz koordinat korena mreže. V
računalnǐski grafiki določimo tudi razmak med voksli in si jih lahko pred-
stavljamo kot slikovne elemente pri dvodimenzionalnih slikah, le da tokrat
ti predstavljajo prostorsko sliko. Manǰsi kot je razmak med voksli, z večjo
natančnostjo lahko opǐsemo prostor, kot prikazuje primer na Sliki 3.1. Voksli
sami po sebi poleg lokacije v mreži in vrednosti, ne nosijo nobene druge in-
formacije, vendar jim jo lahko dodamo. V našem algoritmu smo voksle pred-
stavili s pomočjo osmǐskega drevesa kot oktante na najnižji globini drevesa.
Osmǐsko drevo [14] je prostorska podatkovna struktura, ki razdeli objekt ali
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prostor na osem oktantov na vsakem nivoju drevesa. Koren drevesa zavzema
celoten prostor ali objekt, vsaka delitev drevesa pa vsak element v drevesu
razdeli na točno osem otrok, oziroma oktantov. Te si lahko predstavljamo kot
kocke, kjer vsaka delitev razdeli vsako kocko na 8 manǰsih kock, ki popolnoma
zajemajo prostor starševske kocke.
(a) Referenčna slika (b) 5 delitev
(c) 7 delitev (d) 9 delitev
Slika 3.1: Primer vokselizacije z osmǐskim drevesom na 3D modelu Suzanne.
Slike so bile ustvarjene v programu Blender 2.8 [8].
Pri naši implementaciji smo globino drevesa vnaprej določili preko upo-
rabnǐskega vmesnika. Med gradnjo drevesa preverjamo ali oktanti sekajo
objekte. Preverjanje oktanta z objekti v pogonu deluje le, če imajo objekti
nastavljeno trkalno površino (angl. collider). Trkalne površine izračuna po-
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gon sam, ko objektu dodamo komponento Mesh collider. Algoritem zato naj-
prej vsem objektom doda to komponento. Pogon Unity hrani tudi podatke o
škatli, ki v celoti zajema vse trkalne površine. Algoritem drevesu določi ve-
likost korena kot največjo stranico te škatle, sredǐsče drevesa pa kot sredǐsče
te škatle. Iz velikosti korena v in največje dovoljene globine n nato izračuna




drevesa rekurzivno zgradi drevo nastavljene globine. Oktante v drevesu deli
le, če se ti sekajo s površino objektov, sicer jih označi kot prazne. Oktante
torej zgradi le za lupine objektov. Na najnižji globini, končnim oktantom,
oziroma vokslom doda sledeče informacije o površinah, ki jih sekajo:
 Točke trikotnikov - točke, najbližje sredǐsču voksla, ki so na površini
trikotnikov, ki jih voksel zajema.
 Normale - nam povedo orientacijo površine v točki trikotnikov.
 Albedi - predstavljajo albedo trikotnikov v točki.
 Obsevanja - predstavljajo obsevanje (angl. irradiance) trikotnikov v
točki.
 Indirektna obsevanja - predstavljajo indirektno obsevanje trikotnikov
v točki, za vsak odboj svetlobe.
 Objekti - povedo h kateremu objektu spadajo točke.
 ID trikotnikov - povedo h kateremu trikotniku v tem objektu spada
točka.
Vokslom te vrednosti določi med ustvarjanjem samih vokslov. S pomočjo
funkcije, vgrajene v Unity, najprej poǐsče vse objekte, ki sekajo voksel in
jih shrani v seznam objektov. Poǐsče trikotnike vsakega objekta in shrani
tiste, ki se sekajo z vokslom. Trk med trikotnikom in vokslom testiramo s
teoremom ločevanja hiperravnin (angl. hyperplane separation theorem) [1].
Ko teorem najde trikotnik, mu algoritem določi barvo iz materiala objekta.
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Poǐsče tudi ogljǐsča in normale oglǐsč trikotnika. Ker je sredǐsče voksla redko
na površini trikotnika, algoritem izračuna tudi točke, ki so vedno na površini
trikotnika. To izračuna tako, da sredǐsče voksla preslika na ravnino trikotnika
in z baricentričnimi koordinatami [5] izračuna ali je preslikano sredǐsče v tri-
kotniku ali ne. Preslikano sredǐsče nastavi kot točko trikotnika. Baricentrične
koordinate točke P izračuna z naslednjimi enačbami [16]:
~u = B − A
~v = C − A
~w = P − A
e = (~v × ~w) · (~v × ~u)
f = (~u× ~w) · (~u× ~v)
g = |~v × ~w|+ |~u× ~w|
(3.1)
V enačbi (3.1) so oglǐsča trikotnika predstavljena z A, B in C. Točka P leži
v trikotniku, če je g ≤ 1 in hkrati e ≥ 0 in f ≥ 0. Če je točka še vedno izven
trikotnika, jo preslika pravokotno na premice vseh robov trikotnika. Točko P
preslika pravokotno na premico ki jo napenjata točki A in B z enačbo [18]:
PAB = P − A−
(




Enako naredi še za premici med točkama B, C in A, C. Od treh preslikanih
točk, izbere tisto, ki je trenutni točki P najbližja in jo nastavi kot novo
točko P . V primeru, da je točka še vedno izven trikotnika, jo premakne na
oglǐsče trikotnika, ki je točki najbližja. Algoritem ne zagotavlja, da bo končna
točka v vokslu, vendar zagotovi, da bo vedno na površini trikotnika, kot to
algoritem zahteva. Za končno točko P izračuna še njegove baricentrične
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koordinate Pb iz oglǐsč A, B in C z enačbami [4]:
d00 = (B − A) · (B − A)
d01 = (B − A) · (C − A)
d11 = (C − A) · (C − A)
d20 = (P − A) · (B − A)
d21 = (P − A) · (C − A)
d = d00 · d11 − d201
v =
d11 · d20 − d01 · d21
d
w =
d00 · d21 − d01 · d20
d
u = 1− v − w
Pbari = (u, v, w)
(3.3)
Če se normale oglǐsč med seboj razlikujejo, potem prikazujejo navidezno
ukrivljeno površino. Z novimi koordinatami izračuna še interpolirano nor-
malo površine v točki, da se informacija ukrivljenosti površine ohrani. Točko
vokslu shrani v seznam točk trikotnikov in interpolirano normalo v seznam
normal. Za hitreǰse računanje osvetljevanja algoritem med vokselizacijo shra-
njuje voksle tudi v globalni seznam in jim doda še sredǐsče.
3.3 Direktno osvetljevanje
Po končani vokselizaciji algoritem preide na direktno osvetljevanje. Direktno
osvetljevanje izračuna obsevanje površin iz luči. Deli površin, ki so lučem
popolnoma zastrti, so v popolni temi. Algoritem za vse voksle izračuna ob-
sevanje iz luči. Posamično luč vzorči večkrat, da pravilno izračuna obsevanje
vokslov, ki so lučem le delno zastrte. Algoritem najprej preǐsče sceno za luči
in jih razporedi v sezname, glede na njihov tip. Sprehodi se skozi vse voksle
in za vsakega preveri, če imajo točke trikotnikov, shranjene v vokslu, prosto
pot do luči, in če jo imajo, jih s to lučjo osvetli. Luč je vidna le, če je obrnjena
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proti vokslu, če je trikotnik obrnjen proti luči, in če noben objekt ne zastira
poti med njima.
Algoritem nastavi žarek iz sredǐsča luči proti vokslu. Smer luči in žarka
preveri s skalarnim produktom. Če je produkt pozitiven, potem je luč usmer-
jena proti vokslu. Z normalo v točki in smerjo žarka preveri na enak način,
ali je površina obrnjena proti luči, le da pričakuje negativen rezultat ska-
larnega produkta. Če sta obrnjena drug proti drugem, preveri ali pot med
lučjo in točko trikotnika, shranjeno v vokslu, zastira kak drug objekt. To
preveri tako, da za nastavljen žarek s pomočjo funkcije vgrajene v pogon
Unity, poǐsče katere objekte v prostoru žarek seka. Če ne seka nobenega ali
žarek seka samo trikotnik za katerega žarek preverjamo, je luč točki triko-
tnika vidna in zanjo lahko izračuna osvetlitev. To preveri za vse točke v
vokslu.
S tem pristopom dobi le ostre sence, točka je v celoti osvetljena ali neo-
svetljena, ker preverja le vidnost sredǐsča luči. To ni realistično saj imajo luči
(razen v primeru usmerjene luči) podano velikost, kar pomeni da so lahko
z neke točke vidne v celoti, delno zakrite ali popolnoma zakrite. Z drugimi
besedami, točka je lahko tudi delno osvetljena.
Dodali smo funkcijo za izračun mehkih senc za kvadratne in kroglaste
luči. Ta preveri vidnost luči za več točk na luči, ne le za njeno sredǐsče. Za
manǰse odstopanje od resničnosti in bolǰsi izkoristek vzorčenja, te porazdeli
čim bolj enakomerno. Večje kot je število preverjenih točk, večjo natančnost
doseže. To je prikazano tudi na Sliki 3.2.
Kroglasto luč predstavi kot krog na ravnini z normalo v smeri proti točki
trikotnika. Določi smer ~nl iz sredǐsča luči Pl proti točki trikotnika Pt kot
~nl = Pt−Pl. Določi ne ničeln vektor ~u, ki je pravokoten na smer ~nl. Izračuna
vektor ~v, ki je pravokoten na ~u in ~nl, kot ~v = ~nl × ~u. Nova vektorja ~u in
~v, predstavljata x in y os ravnine, ki jo predstavlja normala ~nl. Na tej
ravnini ustvari mrežo velikosti SxS, ki zajema cel krog. S je delitelj luči,
ki ga določimo pred izvajanjem in pove kako gosto mrežo algoritem ustvari.
Mrežo za kvadratno luč ustvari enako, le namesto ravnine usmerjeni proti
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(a) S = 0; 1 točka (b) S = 2; 9 točk (c) S = 6; 49 točk
(d) S = 10; 121 točk (e) S = 30; 961 točk (f) S = 50; 2601 točka
Slika 3.2: Prikaz mehkega senčenja pri različnem delitelju luči S. Podano je
tudi koliko točk pri tem delitelju vzorčimo.
točki trikotnika, uporabi ravnino, ki jo predstavlja smer kvadratne luči. Ker
je luč kvadratna in ne krogla, je pomembno, da sta vektorja ~u in ~v v smeri
stranic kvadratne luči. Vektorja za kvadratno luč pridobi iz pogona Unity, ki
ju izračuna iz orientacije igralnega objekta luči. Luč vzorči za vsako oglǐsče
mreže, oziroma za kroglasto luč vzorči le tista oglǐsča, ki so v radiju kroga.
Za vsak vzorec izračuna obsevanost Et v točki Pt z enačbo:
Et = I · f · c · b · a (3.4)
V enačbi I predstavlja moč luči, f množitelj upada moči z razdaljo, c mno-
žitelj upada moči s kotom, b barvo luči in a albedo površine. Za normalo
točke in smer žarka iz oglǐsča mreže luči proti točki s skalarni produktom
izračuna množitelj c. Množitelj f za kroglasto luč s polmerom r in razdaljo
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Izračunane vzorce povpreči in rezultat prǐsteje k obsevanosti točke. Ob-
sevanost točke Pt iz usmerjene luči računa enako. Vendar, ker usmerjena
luč predstavlja luč z ogromno oddaljenostjo, zanjo ne računa mehkih senc.
Množitelj d za to luč vedno nastavi na 1.
3.4 Globalno osvetljevanje
Za globalno osvetljevanje potrebujemo še rezultate indirektnega osvetljeva-
nja. Za to algoritem potrebuje že izračunano direktno osvetljevanje. Po-
samezen voksel indirektno osvetljuje tako, da zanj izračuna količino prejete
energije od ostalih, že osvetljenih vokslov, ki so mu vidni. Tisti, ki so mu
zastrti k osvetljevanju tega voksla ne prispevajo, vendar lahko osvetljujejo
druge voksle. Voksle si lahko predstavljamo tudi kot majhne kvadratne luči,
ki pokrivajo vse površine.
Algoritem za izračun indirektnega osvetljevanja iterira skozi vse voksle
v globalnem seznamu. Vsak voksel v seznamu primerja z vsemi sledečimi
voksli v seznamu in za oba izračuna koliko drug drugega osvetljujeta. Rezul-
tate indirektnega osvetljevanja shranjuje v seznam indirektnih obsevanj, za
globino, ki jo računa.
Ko računa voksla a in b, primerja tudi vsako točko trikotnikov shranjenih
v a, z vsako točko shranjeno v b. Ko točko trikotnika At, shranjeno v a,
primerja s točko Bt, shranjeno v b, to izvaja podobno, kot primerja vidljivost
luči pri direktnem osvetljevanju. Najprej preveri ali sta At in Bt obrnjena en
proti drugemu. Če sta, od Bt do At potegne žarek r in preverja ali ta seka
kakšen objekt v prostoru. Če žarek ne seka ničesar, ali če seka le trikotnika,
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katerih točki med seboj primerja, sta točki druga drugi vidni. Če sta vidni,
za smerni vektor ~rd in razdaljo rl žarka r, normalo ~an v točki At in normalo
~bn v točki Bt, izračuna množitelj upada svetlobe fo.
fo =
(~rd · ~bn) · (−~rd · ~an)
r2l
(3.7)
Z množiteljem fo izračuna indirektno obsevanje Ia v točki At in indirektno
obsevanje Ib v točki Bt. Že znano obsevanje direktnega osvetljevanja je za
točko At podano kot Da in za točko Bt kot Db. Upošteva tudi albedo obeh
površin, podan kot aa v točki At in ba v točki Bt. Indirektno obsevanje
izračuna:
Ia = Db · fo · aa · v2
Ib = Da · fo · ba · v2
(3.8)
V enačbi (3.8) v predstavlja velikost voksla. To uporabimo kot aproksimacijo
velikosti svetlobnega vira, ker dejanske velikosti trikotnikov v območju voksla
ne poznamo.
Ko algoritem izračuna indirektno obsevanje za vse voksle, je izračunal le
prvi odboj svetlobe od površin. Nadaljnje odboje izračuna tako, da postopek
ponovi, le da pri računanju novega indirektnega obsevanja, namesto obseva-
nja točk, uporablja preǰsnjo izračunano indirektno obsevanje točk, nove pa
shranjuje ločeno. Ko zaključi vse odboje svetlobe, se ta zopet sprehodi skozi
vse voksle v seznamu in vsa indirektna obsevanja v točki med seboj sešteje in
jim prǐsteje še obsevanje točke. Rezultat te operacije shrani nazaj v obsevanje
točke.
3.5 Prikaz na kameri
Rezultat globalnega osvetljevanja točk algoritem shrani v obsevanje točk vo-
ksla. Na kameri želimo poleg osvetljenih površin videti tudi luči, ki naš
prostor osvetljujejo. Algoritem zato kroglastim in kvadratnim lučem doda
trkalno površino. Za kroglaste luči uporabi krogelno trkalno površino z ve-
likostjo luči, kvadratni luči pa doda kvadrasto površino s širino in vǐsino, v
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velikost luči, ter s skoraj ničelno globino. Za prikaz rezultatov na kameri iz
vsakega slikovnega elementa v prostor potegne žarek. Zanj preveri s katerim
in kakšnim objektom in trikotnikom v tem objektu se seka. Vzame točko
preseka Tp z objektom, ki je kameri najbližja in si shrani, kateri objekt je
sekala. Za to točko v osmǐskem drevesu poǐsče voksel A, ki jo zajema, in v
njem poǐsče obsevanje za trikotnik, ki ga je zadel žarek, ter jo nastavi kot
vrednost slikovnega elementa. Postopek ponovi za vse slikovne elemente, po-
datke zapǐse v sliko platna, jo posodobi in pusti pogonu Unity, da sliko prikaže
na ekranu. Na rezultatu takšnega prikaza, vidnega na Sliki 3.3a, opazimo,
da so vidni robovi vokslov. Do tega pride, ker se osvetlitev površine s kotom
in razdaljo hitro spreminja. Z velikim številom vokslov, ko so voksli tako
majhni, da zavzemajo le eno do dve slikovni točki, to ni več opazno, vendar
je tolikšna količina vokslov računsko zelo zahtevna, in če kamero površinam
približamo, so meje med voksli lahko zopet vidne.
Naš algoritem to težavo rešuje z bilinearno interpolacijo osvetljave v točki
iz podatkov štirih najbližjih vokslov, oziroma z linearno interpolacijo, kadar
sta na voljo le dva voksla. Ko za točko Tp najde voksel A, poǐsče še naslednje
tri najbližje voksle v ravninah XY, XZ in YZ. Iskanje omeji le na navedene
ravnine in le na točki sosednje voksle. Če najde vse, izbere voksle iz ti-
ste ravnine, katerih normale vokslov imajo skupno najmanǰsi kot z normalo
površine v točki Tp. Če jih ne najde v vseh ravninah, potem izbira samo iz
možnih ravnin. Za izbrano skupino vokslov potem izračuna bilinearno in-
terpolacijo osvetlitve za točko Tp. Če pri iskanju v ravninah ne najde treh
sosednjih vokslov, se omeji le na en sosednji voksel, ki je tudi soseden vokslu
A v smeri osi X, Y ali Z. Tudi pri teh izbere tistega, ki ima normale v vo-
kslu najbolj vzporedne z normalo v točki Tp. Za izbran par vokslov izračuna
linearno interpolacijo osvetlitve za točko Tp. Kot lahko vidimo na Sliki 3.3b,
z interpolacijo robovi vokslov niso več vidni. Pri večjih vokslih in pri nižjih
količinah delitev luči interpolacija tudi pomaga zgladiti robove senc.
Ko zaključi izračun vseh slikovnih elementov in posodobi sliko, lahko še
dodatno popravlja svetlobo. Naša implementacija omogoča popravljanje ko-
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rekcijskega faktorja game in ekspozicije. Gamo na privzeto vrednost 2,2
popravlja pogon Unity že sam pri zapisovanju podatkov v sliko. Algoritem
omogoča popravljanje game na poljubno vrednost tako, da barvo vsakega sli-
kovnega elementa Pxy popravi z 0, 45 in potem še s poljubno vrednostjo game





γ . Za poljubno ekspozicijo E algoritem
po popravljanju game, že popravljenemu slikovnemu elementu P ′xy spremeni
ekspozicijo z enačbo P ′′xy = P
′
xy · 2E.
Glavna prednost našega algoritma je, da so podatki osvetljevanja shra-
njeni neodvisno od pozicije kamere. Po izrisu vsake slike, lahko kamero po-
ljubno premaknemo in ponovimo le postopek prikazovanja prostora na ka-
meri.
(a) brez interpolacije (b) z interpolacijo
Slika 3.3: Primerjava efekta interpolacije na nizkem številu vokslov.
Poglavje 4
Rezultati
Natančnost našega algoritma smo primerjali z metodami Path tracing [12],
Photon mapping [11] in Instant radiosity [13]. Izris slike z algoritmom Path
tracing smo privzeli kot pravilnega in merili odstopanja izrisov ostalih algorit-
mov. Osredotočali smo se na preverjanje natančnosti, vendar smo primerjali
tudi hitrost različnih algoritmov. Preverjanje smo izvedli na scenah Cor-
nellove škatle [17], Stanfordovega zmaja [20] in notranjosti hǐse, ki smo jo
izdelali sami.
V vseh testnih primerih smo uporabili le popolnoma difuzne materiale
in računali globalno osvetljevanje enega odboja. Izris slik z ostalimi algo-
ritmi smo izvedli v programu Mitsuba [10]. Odstopanje rezultatov našega
algoritma (I2) od rezultatov algoritma Path tracing (I1) smo merili z dvema
merama, povprečno absolutno napako (angl. mean absolute error - MAE) in













(I1i − I2i)2 ,
kjer je n število vseh slikovnih elementov na sliki izrisa.
Na vseh scenah smo uporabili enake nastavitve. Za naš algoritem smo
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uporabili 7 delitev drevesa, 20 delitev luči in en vzorec na slikovni element.
Algoritem Path tracing je izračunal 104 vzorcev na slikoven element. Algo-
ritem Photon mapping je izračunal 108 difuznih fotonov in 16 vzorcev na
slikoven element. Algoritem Instant radiosity je izračunal 104 navideznih
točkovnih luči. Vse testne slike merijo 1000x1000 slikovnih točk.
Pri časovnih rezultatih moramo upoštevati, da implementacija našega al-
goritma izkorǐsča le eno logično procesorsko jedro. Računalnik, na katerem
smo računali slike, pa ima na voljo 8 logičnih procesorskih jeder. Algori-
tem Instant radiosity poleg procesorja izkorǐsča tudi moč grafične kartice in
je zato veliko hitreǰsi od ostalih. Upoštevati moramo tudi glavno prednost
našega algoritma. Čeprav je čas za izračun prve slike dalǰsi od ostalih algo-
ritmov, potrebuje naš algoritem za vsako nadaljnjo sliko (velikosti 1000x1000
slikovnih elementov) le 20-25 sekund. To je idealno za animacije in vizua-
lizacije kjer premikamo le kamero. Naš algoritem nam pri takšni uporabi
prihrani veliko časa. To velja le za statične scene. Pri premiku objekta mora
naš algoritem znova izračunati osvetlitev celotnega prostora.
4.1 Cornellova škatla
Scena Cornellove škatle (angl. Cornell box) [17] je preprosta škatla z eno kva-
dratno lučjo, dvema barvnima stenama in dvema objektoma. V računalnǐski
grafiki se uporablja kot standardna scena za primerjavo različnih algoritmov.
Ima preprosto osvetljavo in geometrijo. Običajno je leva stena rdeča, desna
stena zelena, ostale površine pa bele. Uporablja se lahko različne objekte in
materiale, običajno sta to dva kvadra, površine pa so difuzne. V naši sceni
smo uporabili en kvader in eno kroglo.
Celotno sceno sestavlja 840 trikotnikov. Naš algoritem jo je razdelil na
174.433 vokslov. Rezultati vseh algoritmov so vidni na Sliki 4.1. Rezultate
našega algoritma (Slika 4.1b) smo si pobližje pogledali in jih primerjali z
referenčno Sliko 4.1a.
Barve indirektnih odbojev so pri našem algoritmu bolj intenzivne. Sve-
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(a) Path tracing (b) Naš algoritem
(c) Photon mapping (d) Instant radiosity
Slika 4.1: Primerjava rezultatov globalne osvetljave Cornellove škatle.
tloba proti robovom močno upada, kar je še posebno opazno pri spodnji
strani kvadra. Opazimo lahko tudi nekaj svetlobnih artefaktov našega al-
goritma na skrajni steni in na krogli. Te povzroča napaka v vokselizaciji,
ki sredǐsča točk v vokslih občasno premakne na mejo sosednjega trikotnika,
žarkovno sledenje posledično zazna trk z napačnim trikotnikom. Na krogli
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so tudi opazne omejitve interpolacije, vendar te niso zelo moteče. Slika je
kljub enemu vzorcu na slikoven element popolnoma brez šuma. S primerjavo
razultatov v Tabeli 4.1 opazimo, da ima naš visoko povprečno napako in je
veliko počasneǰsi.
Tabela 4.1: Rezultati primerjav za Cornellovo škatlo.
Algoritem Čas za eno sliko MAE MSE
Path tracing 48 minut, 52 sekund 0 0
Naš algoritem 2 uri, 33 minut, 31 sekund 0,028032 0,0059221
Photon mapping 11 minut, 42 sekund 0,002802 0,0001249
Instant radiosity 2 minuti, 57 sekund 0,011514 0,0016895
4.2 Stanfordov zmaj
Scena ima na kvadratni podlagi postavljeno figuro Stanfordovega zmaja [20],
ki ga osvetljujeta dve kvadratni luči. Figura je rezultat 3D skenirane resnične
figure in je zelo kompleksna.
Originalna figura ima 871.306 trikotnikov. Zaradi prevelike časovne zah-
tevnosti pri našem algoritmu, smo figuro poenostavili za vse algoritme na
123.322 trikotnikov. Scena ima preprosto osvetljavo in kompleksno geome-
trijo. Celotno sceno sestavlja 123.334 trikotnikov. Naš algoritem jo je razdelil
na 36.240 vokslov.
Pri primerjavi rezultatov scene na Sliki 4.2 opazimo izgubo podrobnosti
po celotni figuri. Izguba natančnosti na sliki je posledica močne interpola-
cije, ki je zgladila podrobne spremembe normal. Z večjim številom delitev
drevesa bi se te podrobnosti vrnile. Na mestih okoli nog vidimo tudi jasne
meje med voksli, ki nastanejo zaradi pomanjkljivosti interpolacije. Na desni
strani slike, pri zmajevi nogi, opazimo tudi nekaj neprimerno svetlih vokslov.
Ti so najverjetneje nastali, ker lahko sredǐsča trikotnikov občasno končajo
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(a) Path tracing (b) Naš algoritem
(c) Photon mapping (d) Instant radiosity
Slika 4.2: Primerjava rezultatov globalne osvetljave Stanfordovega zmaja.
izven voksla, kar povzroči nepravilno osvetljevanje. Kot je razvidno tudi iz
rezultatov v Tabeli 4.2, sta povprečni napaki našega algoritma tokrat še večji,
vendar je algoritem potreboval veliko manj časa za izračun, kot na ostalih
scenah.
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Tabela 4.2: Rezultati primerjav za Stanfordovega zmaja.
Algoritem Čas za eno sliko MAE MSE
Path tracing 1 ura, 2 minuti, 32 sekund 0 0
Naš algoritem 1 ura, 24 minut, 58 sekund 0,057301 0,0056705
Photon mapping 6 minut, 49 sekund 0,002645 0,0000323
Instant radiosity 3 minute, 5 sekund 0,013686 0,0014086
4.3 Notranjost hǐse
Scena je kompleksna in zajema 3D model celotne hǐse s pohǐstvom, ki jo
osvetljuje 5 kvadratnih luči in ena usmerjena luč. Sceno smo modelirali
sami in predstavlja resnično uporabo pri arhitekturni vizualizaciji. Scena
je prilagojena različica scene na Sliki 2.4b, ki se osredotoča na jedilnico s
kompleksno osvetljavo in geometrijo. Sestavlja jo 59.308 trikotnikov, naš
algoritem pa jo je razdelil na 44.372 vokslov.
Pri našem algoritmu smo opazili pomanjkljivost. Scena ima veliko zelo
tankih in dolgih trikotnikov. Ti zavzamejo le majhen del voksla in v ekstre-
mnih primerih, kot na primer na vogalih mize, so ti dobili preveč svetlobe
(Slika 4.3b). Razlog za to je najverjetneje napaka pri premiku sredǐsča voksla
v teh primerih. Pri drugi opaženi pomankljivosti zaradi tankih kvadrastih
objektov zavzame en voksel sprednjo in zadnjo stranico površine. Osvetlje-
vanje je pravilno, vendar pri interpolaciji algoritem izbere napačne sosednje
voksle, ker primerja le podobnost normal. Ker so te v vseh primerih enake,
izbere prvi primeren par, ki je v tem primeru napačen. Ta težava je najbolj
opazna na sredini mize in na hrbtni steni pulta na desni strani slike.
Zaradi omejenega števila vokslov, so pomanjkljive tudi sence objektov,
predvsem sence stolov. Pri okvirjih oken smo tudi opazili pomanjkanje zu-
nanje svetlobe, najverjetneje zaradi premajhnega števila delitve luči. Ker
je model hǐse večji kot opazovan prostor, so tudi voksli večji kot pri ostalih
scenah. Za bolǰso natančnost bi morali za to sceno povečati število delitev
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Slika 4.3: Primerjava rezultatov globalne osvetljave notranjosti hǐse.
drevesa. Pri visokih delitvah bi napake interpolacije izginile.
Rezultate smo primerjali z ostalimi algoritmi in opazili, da imajo tudi ti
nekaj težav s to sceno, ki bi jih ravno tako lahko razrešili s spremembo na-
stavitev. Nastavitve smo vseeno ohranili enake skozi vse teste, ker nas je za-
nimalo, kakšni bodo rezultati algoritmov pri enakih nastavitvah na različnih
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scenah. Kljub vsem interpolacijskim napakam, je napaka našega algoritma
podobna, kot pri sceni Stanfordovega zmaja. Napake ostalih algoritmov so
narasle (Tabela 4.3). Scena je izmed vseh najbolj kompleksna, skoraj vsi
voksli neposredno vidijo drug drugega, zato je naš algoritem za to sceno
potreboval največ časa izmed vseh scen.
Tabela 4.3: Rezultati primerjav za notranjost hǐse.
Algoritem Čas za eno sliko MAE MSE
Path tracing 1 ura, 41 minut, 1 sekunda 0 0
Naš algoritem 3 ure, 27 minut, 9 sekund 0,051695 0,0068194
Photon mapping 1 ura, 42 minut, 49 sekund 0,008019 0,0002053
Instant radiosity 3 minute 0,055903 0,0249910
Poglavje 5
Sklepne ugotovitve
V diplomskem delu smo razvili algoritem za računanje globalnega osvetljeva-
nja prostora. Za razvoj algoritma smo se odločili, ker imajo ostali algoritmi
težave pri kompleksnih osvetljavah, kot na primer pri notranjosti prostora.
Ostali algoritmi običajno zahtevajo ponoven izračun pri premiku kamere, kar
izjemno podalǰsa čas pri animacijah preleta prostora.
Opazili smo, da ima naš algoritem veliko večje odstopanje od reference
kot ostali, odkrili pa smo tudi nekaj napak pri implementaciji in zasnovi
našega algoritma. Največ napak povzročajo nepravilni popravki sredǐsč pri
vokselizaciji in neupoštevanje velikosti posameznih delov trikotnikov v vo-
kslu, ker pri ekstremnih primerih sevajo več svetlobe, kot bi jo morali za
svojo velikost.
Algoritem se je za določene uporabe, kljub napakam, izkazal za dovolj
natančnega in uporabnega. Algoritem je najbolj primeren za uporabo v
arhitekturni vizualizaciji. Tam so scene običajno statične, celotno sceno pa se
predstavlja iz raznih zornih kotov ali celo z video posnetkom. Naš algoritem
potrebuje veliko časa za izračun osvetlitve celotne scene, vendar za vsak
zorni kot kamere potrebuje le 20-25 sekund. Ostali algoritmi za vsako sliko
potrebujejo 1-2 uri. Pri video posnetkih naš algoritem zelo hitro odtehta
zahtevni prvotni izračun osvetlitve. V treh urah, ko bi naš algoritem izračunal
osvetlitev celotne scene, bi algoritem Instant radiosity izrisal že 60 slik. Za
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vsako sliko po izračunu osvetlitve, bi naš algoritem potreboval približno 25
sekund. Pri tej hitrosti, bi naš algoritem po prvotnem izračunu osvetlitve, že
v naslednjih 30 minutah izrisal več slik kot jih je do te točke izrisal algoritem
Instant radiosity. Torej bi prvoten izračun našega algoritma odtehtal, že pri
manj kot treh sekundah video posnetka statične scene, pri hitrosti 25 slik na
sekundo.
Po zasnovi je naš algoritem podoben algoritmu Voxel global illumination
(VXGI) [7]. Razlika med njima je, da naš algoritem namesto sledenja stožcev,
uporablja žarke. Naš algoritem celoten prostor razdeli na enako velike voksle
in izračuna globalno osvetlitev za vse voksle, ne samo za tiste, ki so vidni
kameri. Ker sledimo žarkom in ne stožcem, dosežemo večjo natančnost pri
računanju osvetlitve. Ravno tako dosegamo večjo natančnost, ker sledenje iz-
vajamo na dejanski geometriji prostora in ne samo na vokslih. Naš algoritem
je sicer veliko počasneǰsi in podpira le popolnoma difuzne materiale.
Algoritem ima veliko prostora za izbolǰsave in nadgradnje. Z bolǰso in-
terpolacijsko metodo bi odpravili veliko napak, ki smo jih opazili v testnem
primeru hǐse, pri nogah stolov. Sistem za popravljanje sredǐsč, bi zamenjali
z bolj natančnim, ki ne bi ustvaril napak ampak vedno zagotovil pravilno
sredǐsče, v sredini dela trikotnika ki seka voksel. To bi odstranilo temne
in svetle artefakte, ki smo jih opazili na krogli v sceni Cornellove škatle in
na nogah Stanfordovega zmaja. Možna je tudi implementacija spekularnih
odbojev na kameri z uporabo Phongovega senčenja [3].
Trenutno največja omejitev algoritma je časovna zahtevnost. Visoko
število trikotnikov zelo podalǰsa čas računanja, če bi te lahko uspešno združili
ali omejili število trikotnikov na posameznem vokslu bi lahko brezskrbno
povečali kompleksnost scen. Pomagala bi tudi implementacija paralelnega
izvajanja algoritma, ker bi nam to omogočilo izračun večjih delitev v bolj ra-
zumnem času. Algoritem v teoriji to omogoča, a ga tu omejuje pogon Unity,
ker ne omogoča paralelnega izvajanja skript. Idealno bi algoritem pospeševali
z uporabo grafične kartice.
Kljub temu, da smo pri naši zasnovi algoritma našli kar nekaj pomanj-
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kljivosti, smo zadan problem s hranjenjem osvetlitve scene rešili, po našem
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