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1 Context del projecte 
 
1.1 Descripció del projecte 
L’objectiu d’aquest projecte és desenvolupar un prototip d’una plataforma web 
col·laborativa basada en la gestió, planificació i execució de diagrames de flux. La 
plataforma ofereix la capacitat d’organització i consulta de tota la informació generada 
pels diagrames de flux, aportant una capacitat analítica avançada i una visualització 
dels resultats. Com a eina col·laborativa, permet la gestió de projectes per un equip 
d’usuaris de manera concurrent. Finalment, tot i no oferir restriccions en el seu ús, 
està destinada per l’ús en l’àmbit científic. 
 
1.2 On s’ha desenvolupat el projecte 
La tecnologia no ha de viure a esquenes dels altres àmbits, com a processos de suport 
que ajuden als processos principals de l'organització. Aquest projecte neix dins un 
àmbit interdisciplinari.  
 
Per una banda, en Lluís Belanche Muñoz com a director del projecte, representa el 
departament de Llenguatges i Sistemes Informàtics de la Facultat d'Informàtica de 
Barcelona (Universitat Politècnica de Catalunya). Per l'altra, en Josep Maria Campanera 
Alsina com a codirector del projecte, representa al departament de  Fisicoquímica de la 
Facultat de Farmàcia (Universitat de Barcelona). 
 
Pel desenvolupament d'aquest projecte s'ha decidit que ho facin dos estudiants: en 
Carlos Castañé López, estudiant de l'Enginyeria Técnica, i en Josep Morer Muñoz, 
estudiant de l'Enginyeria Informàtica. Ambdós estudiants pertanyen a la Facultat 






1.3 Per a qui s’ha desenvolupat el projecte 
 
L’orientació de la plataforma és molt clara: el món científic. S ’han detectat algunes 
mancances dins aquest àmbit que la plataforma pot solucionar. El nostre objectiu és 
que diverses persones provin el nostre sistema, que li donin utilitat i que ens facin 
arribar les seves opinions. La crítica serà positiva per fer créixer el sistema, escoltant a 
l’usuari final del mateix. 
Com a sistema fet des de zero, és difícil que es puguin acomplir totes les necessitats de 
tots els usuaris. Els dos professors directors han actuat com a clients, proporcionant-
nos la informació sobre les funcionalitats necessàries per aquest projecte. Com més 
persones puguin utilitzar el projecte, més informació tindrem nosaltres per millorar-lo i 
adaptar-lo a les necessitats del client. 
Aquest projecte està especialment destinats a petites i mitjanes empreses que no 
puguin pagar un sistema privatiu i, sobretot, centres d'investigació científics on les 
funcionalitats que proposa aquest projecte els hi poden ser beneficioses. 
 
1.4 Objectius personals a realitzar 
 
La sola realització del projecte ja és un gran avenç en formació personal. Durant la 
realització de l'Enginyeria en Informàtica es realitzen diverses assignatures de projecte, 
però evidentment, sense la càrrega lectiva que comporta aquest. 
 
L'experiència de construir el projecte des de zero és molt enriquidora ja que obliga a 
posar en pràctica molts dels coneixements adquirits durant la carrera: en definitiva es 
passa de la teoria a la pràctica. És reconfortant que els coneixements adquirits durant 
la carrera siguin útils en el món real i no només assignatures obligatòries per aprovar. 
 
Un altre component d'aquest projecte és el treball en equip. Donada la càrrega de 





En el món real, el treball en equip és imprescindible, com també una bona coordinació 
entre els membres del mateix.   
 
A nivell personal, durant l'enginyeria en Informàtica he tingut preferència per les bases 
de dades. El fet d'haver cursat totes les assignatures obligatòries i optatives 
relacionades amb aquest tema m'han proporcionat uns coneixements que he aplicat al 
projecte. El món orientat a objectes i el relacional són bastant diferents i no resulta 
trivial representar un model conceptual en una base de dades. 
 
De les tecnologies utilitzades sense dubte de la que em sento més orgullós d'haver-ne 
tret molt de profit és Hibernate. En capítols posteriors s'explicarà més en detall però, 
en la meva modesta opinió, la persistència transparent té molta utilitat aïllant el 
programador de l'esquema relacional subjacent a la base de dades i de l'ús de 
sentències SQL. 
 
1.5 Gestió del desenvolupament del projecte 
El desenvolupament del projecte ha seguit les següents etapes: 
 Anàlisi de requisits. Extraure els requisits del sistema d’informació a partir de la 
interacció amb el client. Què volem del sistema. 
 Especificació del projecte: A partir del requisits, especificar com volem que el 
sistema es comporti un cop implementat. 
 Disseny del projecte: Guía com es vol desenvolupar el projecte. 
 Implementació: per què i com utilitzem les tecnologies per implementar el 
disseny. 
 Proves: Comprovació que el sistema és capaç de realitzar totes les 
funcionalitats especificades correctament. 
 
Durant aquest (llarg) procés, s'han fet reunions de seguiment entre els dos professors 
directors del projecte i els dos estudiants. En aquestes reunions, previ establiment d'un 





professors sobre l'estat del mateix. Aprofitant les reunions, se'ls ha presentat un 
diversos prototipus de l'aplicació per veure la seva evolució. 
El treball en equip necessita d'un entorn col·laboratiu on els integrants puguin 
compartir els seus coneixements i resultats. Per la implementació s'ha utilitzat el 
sistema de control de versions SVN (Subversion), el qual dóna un control total de les 
versions del diferents arxius que té el projecte i facilita el treball en equip mantenint el 
control de les parts que han implementat cadascú dels dos estudiants.  
L'àmbit col·laboratiu també s’ha aplicat dins la relació amb els dos professors directors. 
S'ha creat un grup de discussió dins Google (thecbi@googlegroups.com), per 
intercanviar opinions, arxius, comentaris i facilitar la comunicació entre professors i 
estudiants. 
El projecte consta de dos memòries, una desenvolupada per cada estudiant. Al ser un 
projecte conjunt hi ha una part de la memòria on els continguts són els mateixos. A 
continuació es detalla quins són els continguts comuns i qui es va dedicar a redactar-
ho: 
Contingut Responsable 
1.Context del projecte Josep* 
2.Introducció conceptual al sistema Carlos** 
3.Estudi i valoració de les alternatives Carlos 
4.Requeriments del sistema Josep 
5.Especificació (5, 5.1, 5,1.x) Carlos 
5.Especificació(5.2) Josep 
6. Disseny (6, 6.1,...)*** Carlos 
10.1. Revisió dels objectius Josep 
10.5. El futur Carlos 
12. Annex1 Josep 




*Excepte la part d’objectius personals que el va redactar cadascú. 
** Excepte el punt  (2.1.1) que el va redactar Josep. 
*** Arribat aquest punt es va considerar que ja hi havia un base prou sòlida del 





capítols són diferents a cada memòria, ja que cadascú a redactat allò que va fer pel seu 























2 Introducció conceptual del 
sistema 
2.1 Context del sistema 
2.1.1 La intel·ligència empresarial 
La  intel·ligència empresarial (de l’anglès Business Intelligence, BI en endavant) és un 
terme d’una definició molt ambigua on es poden trobar diferents acrònims, eines o 
disciplines com emmagatzematge de dades (Datawarehouse),  processament analític 
en línea (OLAP, OnLine Analytical Process), mineria de dades (Data Mining), etc. 
 
Dins d’aquest mar de conceptes (1) ja fa temps que estan apareixent plataformes de 
codi obert per intentar abastar tota aquesta gran extensió de termes, on any rere any 
trobem novetats i veiem com l’àmbit  de BI creix sense parar.  
 
Tot i ser molt gran, totes aquestes eines/conceptes/acrònims tenen tres 
característiques en comú: 
 Proveir informació pel control i gestió del procés de negoci, independentment 
d’on es trobi aquesta informació emmagatzemada. 
 Ajudar a la presa de decisions. 
 Comprendre la semàntica del negoci. La informació generada que finalment 
arriba al usuari ha d’estar en un llenguatge que comprengui, amb el que es 
senti còmode i que no necessiti interpretar a que es refereix.  
 
 
Una organització és un sistema on s'executen processos que s'han de gestionar i 
controlar. No és possible gestionar el que no es controla: si no tenim la informació per 






Tampoc es pot controlar el que no mesurem: encara que es tingui el millor sistema de 
BI, aquest no serveix de res si la informació no ha estat introduïda a nivells 
operacionals. 
 
El sistemes d'informació generen informació a tres nivells: 
 Informació operacional: És informació que és consumida a curt termini 
 Informació tàctica: permet prendre decisions a mitja termini 










Figura 2-1 Piràmide dels nivells d’informació dins una organització 
La informació no només són dades. La informació redueix la incertesa i permet prendre 
millors decisions: unes decisions fonamentades amb la informació.  
 
Les solucions d’intel·ligència empresarial inclouen els processos, les tecnologies i les 
eines necessàries per transformar les dades recollides per sistemes d’informació en 
informació, la informació en coneixement i aquesta a la vegada en coneixement que 
ajudi en la presa de decisions. 
 
 Els processos generen i consumeixen informació durant la seva execució, una part 
d’ella es consumida a curt termini, és el que s’anomena informació operacional, però 
gran part queda emmagatzemada en els diferents sistemes transaccionals (ERP, 
Enterprise Resource Planning; CRM, Customer Relationship Management; SCM, Supply 
Chain Management; etc.) a la espera de que es puguin utilitzar en la presa de decisions 






Generalment, dins d'una organització, la informació en la que és vol investigar es troba 
en diverses fonts de dades i altres fonts, tant internes com externes. El BI es nodreix 
tant  dels sistemes operacionals de la pròpia organització com de sistemes externs. 
Tota aquesta informació és recollida, netejada, consolidada i unificada:  informació 
preparada per ser útil a la presa de decisions. 
 
La informació ha d'estar estructurada per l'anàlisi. El BI no es limita a presentar la 
informació sinó que dóna la capacitat de navegar sobre ella per analitzar les causes. En 
la presa de decisions l'anàlisi es fonamental, ja que abans de prendre una decisions es 
contrasten les informacions disponibles. 
 
El BI està pensat amb els usuaris de negoci ja que ningú contempla un programador 
prenent decisions que afectin la direcció de la organització. Aquestes persones, en 
teoria, coneixen el negoci i tenen els coneixements necessaris per interpretar la 
informació que se'ls hi dóna.  
 
Pel usuari de negoci dóna igual com estigui emmagatzemada la informació, com s'hagi 
transformat o agregat, el verdaderament important és donar aquesta informació al 
usuari final en un llenguatge que comprengui. Una bona implementació de BI oferirà al 
usuari informació que comprendrà, es sentirà còmode i no necessitarà interpretar a 
què es refereix. 
 
Quin va ser el detonant del BI? La principal raó van ser les killer querys1, o consultes 
assassines a un sistema transaccional, com per exemple un ERP. Per prendre una 
decisió tàctica  es necessita informació i aquesta es basa principalment en els històrics 
de l'operativa diària. Una consulta excessiva pot arribar a enfonsar el sistema 
d'informació decisional i parar l'organització. No és acceptable que la presa de 
decisions pari la organització. 
Per tant, es necessari tenir separat l'entorn de caràcter decisional perquè no 
interfereixi en el nostre dia a dia. Dins aquest gran àmbit de diverses eines que 
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s'anomena BI, es veuran les més importants que ajuden a entendre els fonaments 
d'aquest concepte. 
L’objectiu final de la implantació de les eines de BI , és doncs, la millora de la eficiència 
i eficàcia empresarial en un procés totalment cíclic.  
La informació generada pels nostres processos es guardada en sistemes transaccionals. 
Posteriorment és extreta, netejada i emmagatzemada pel anàlisi. L'anàlisi pot derivar a 
modificar el procés que ha generat tota la informació per a la seva millora, tancant el 
cicle. Les iteracions d'aquest cicle no són limitades i, per tant, l'evolució del procés és 
continua durant la seva vida. 
 
2.1.1.1 Magatzem de dades. Datawarehouse 
La separació entre aquests dos àmbits va fer aparèixer el magatzem de dades 
(Datawarehouse). En les primeres fases de desenvolupament d'un Datawarehouse, 
aquest pot ser tan simple com una còpia exacta de la nostre base de dades operacional 
i dirigir-ne les consultes decisionals contra ella. 
 
La informació per la presa de decisions és necessària en els temps adequat. No serveix 
de res tenir la millor informació si aquesta no es proporciona en el temps adequat. A 
mida que les consultes es fan més complicades, el seu temps de resposta pot ser 
inadequat. 
 
El procés que es limitava a copiar tota la informació, ara es dedica a més a fer càlculs i 
agregacions per què aquesta sigui més ràpidament consultable. Actualment, l'espai no 









2.1.1.2 Extracció, Transformació i Càrrega. ETL (Extract, Transform and 
Load) 
Normalment, l'existència de diverses fonts de dades fa que en el procés de càrrega no 
només sigui necessari agregar, sinó que es necessita integrar i transformar les dades. 
Les sigles d'aquest acrònim es refereixen que hem evolucionat des d'un procés de 
càrrega simple a un altre d'extracció de fonts de dades heterogènies, transformació en 
un model únic de representació del negoci i càrrega al Datawarehouse. 
En les dades operacionals existeixen anomalies donada la heterogeneïtat de les fonts 
de dades. El fet d'eliminar aquestes anomalies té efectes beneficiosos: 
Neteja de les dades: eliminar dades, corregir i completar dades, eliminar duplicats, .... 
Estandardització: unificació del model de negoci, codificació... 
 
 
2.1.1.3 Consulta i generació d’informes. Query & Reporting  
Tenir molta informació ben organitzada i estructurada no és suficient si l'usuari de 
negoci no la pot consultar amb un format llegible i clar. Evidentment, l'usuari no sap 
com està organitzada la informació ni ho ha de conèixer, però en les consultes vol que 
es presenti la informació clara i concisa.  
Al principi, aquestes consultes eren bastant simples (en forma de llistats senzills) que 
permetien un accés a la informació immediat. 
Les creixents necessitats de mostrar la informació molt més estructurada, l'addició de 
gràfics, etc. origina l'aparició del reporting. 
 
2.1.1.4 OLAP (On-Line Analytical Processes) 
La presa de decisions són sempre processos semi estructurats, en els que hi ha una 
part d'incertesa que es vol reduir. La incertesa fa que els processos decisionals siguin 
molt complexos i que, a priori, no es pugui preveure el tipus d'informació que es 
necessitarà i anticipar-se amb un informe utilitzant el reporting. 
Aquesta necessitat fa néixer el sistemes OLAP que ajuden en l'execució d'anàlisis 
dinàmics. El més conegut de tots ells és el model multidimensional, també conegut 









Figura 2-2 Figura que representa un cub multidimensional de dades 
 
En un esquema multidimensional es representa l'activitat que és objecte a l'anàlisi, 
anomenat fet, i les dimensions que caracteritzen l'activitat. La informació rellevant 
sobre el fet es representa amb un conjunt d'indicadors, anomenats mesures o atributs 
del fet. La informació descriptiva de cada dimensió es representa amb un conjunt 
d'atributs, anomenats atributs de dimensió. 
L'anàlisi dinàmic multidimensional és una forma més intuïtiva i lògica d'analitzar la 
informació d'una organització per l'usuari. Les dades s'organitzen en dimensions, és dir 
variables que permeten mesurar, jerarquitzades i que formen el cub multidimensional. 
 
L'anàlisi és una exploració del cub, on se'ns permet rotar-lo i creuar dimensions (roll 
up, drill down) o explorar un altre cub (drill through). 
Existeixen tres arquitectures definides segons la forma d’emmagatzemar la informació 
OLAP:  
 MOLAP. Multidimensional OLAP. Utilitza un gestor de bases de dades 
multidimensional, representant el cub directament com una matriu. Aquest 
model és ideal per un perfil d'usuari analític i on l'accés de la informació es fa a 
nivell agregat. 
 ROLAP. Relational OLAP. El gran avantatge es que aprofita la tecnologia 
existent que proporcionen el gestors de bases de dades relacionals, 
proporcionant el mínim nivell de detalls a diferència del anterior. Per contra, el 
seu rediment, donat el nivell de detall, és menor comparat amb l'arquitectura 
MOLAP. 
 HOLAP. Hybrid OLAP. Combina els avantatges del dos, oferint informació 







2.1.1.5 Panells de comandament 
Un panell de comandament (o quadre de comandament) és una visualització d'un 
conjunt d'indicadors empresarials de nivell tàctic de forma resumida. La idea és poder 
veure a primera vista quin és el estat de l'organització donant una ullada als KPI (Key 
Performance Indicator). Un KPI no és més que un indicador de l'estat de l'organització 
en una àrea determinada. 
Per determinar si s'estan acomplint els objectius, haurem d’emmagatzemar-los i 
poder-los comparar amb cadascú dels nostres KPI per veure si l'organització esta en el 
bon camí o, pel contrari, es necessiten prendre decisions per poder redreçar-lo. Els 
objectius emmagatzemats al sistema, els anomenarem KGI (Key Goal Indicator). 
El quadres de comandament obtenen la informació directament del data marts. Un 
data mart simplement és un subconjunt del datawarehourse i representa la informació 
que pot necessitar un departament d'una organització (per exemple, departament de 
vendes). 
La utilitat del quadres de comandament és la seva traçabilitat decisional. No serveix de 
res tenir una alerta si no es sap la causa que la provoca. Per tant, és imprescindible 
tenir una traçabilitat top-down (del problema a la causa) per veure tot el recorregut 
decisional. 
Si el quadre de comandament només utilitza KPI, s’anomena Dashboard; si també 
utilitza GI s’anomena Scorecard. 
 
2.1.1.6 Mineria de dades (Data Mining) 
L'anàlisi que pot realitzar un ésser humà no és perfecte ja que comet errors i té 
prejudicis a l'hora d'analitzar les dades. Per tant, l'ésser humà pot fer un anàlisi 
esbiaixat de les dades. Arribat aquest punt, la Mineria de Dades ens deixa que siguin 
les dades que mostrin els models subjacents en ells. 
La Mineria de Dades ajuda a crear nous models que l'analista potser no ha pensat però 
que realment existeixen en les dades. A més, permet abordar l'anàlisi semiautomàtic 





La visió tradicional de l'anàlisi és la següent: L'analista comença amb una pregunta, 
suposició o una intuïció; explora les dades i construeix un model. El model es proposat 
per l'analista. 
La visió amb la mineria de dades és diferent: Encara que l'analista no perd la 
possibilitat de proposar model, el sistema troba i suggereix models. 
 
Avantatges: 
 Generar un model requereix un menor esforç manual i permet avaluar grans 
quantitats de dades 
 Es poden avaluar molts models generats automàticament, augmentant la 
probabilitat de trobat un bon model. 
 L'analista necessita menys formació sobre la construcció de models i menys 
experiència (encara que la formació fa treure millor partit a aquestes eines). 
 
A més de la Mineria de Dades, hi han eines de simulació d'escenaris (eines What if), 
que ens permetrien simular el comportament d'una organització canviant alguna de 
les variables que es controlen. La Intel·ligència Artificial i els algorismes genètics juguen 
un paper molt important. 
 
2.1.2 Limitacions de la intel·ligència de negoci tradicional 
 
En la actualitat moltes organitzacions del àmbit científic es troben en una situació molt 
canviant i, en un entorn tan competitiu com el que hi ha actualment, anar un pas per 
endavant de la resta és essencial per mantenir-se al capdavant. 
Com s’ha explicat anteriorment, les eines de BI ajuden eficaçment a les empreses a 
aconseguir un valor afegit, tant en els seus serveis com en els seus productes, gràcies 
l’anàlisi i al processament de les dades que es generen en els seus processos. Per tant, 
les eines de BI han esdevingut essencials en el món empresarial. Hi ha una tendència 
en la indústria científica a mirar les dades científiques de la mateixa manera que les 





Tradicionalment el món del BI s’ha orientat més cap a àmbits de negoci com ara 
marketing o finances. A causa de les peticions dels clients s’ha millorat notablement 
les capacitats analítiques i s’ha aconseguit un gran nivell en quan a configuració i 
flexibilitat pel que fa a les interfícies. Tot i així, aquest canvis no han estat suficients ni 
prou rellevants en les eines i això condueix a una situació en la que  el BI tradicional en 
l’àmbit de la innovació, recerca i desenvolupament està molt limitat.  
El BI tradicional no està preparat per a gestionar i utilitzar les tecnologies avançades de 
processament i anàlisi científics que necessita una empresa d’aquest àmbit. No està 
preparat per acceptar dades amb estructures que no siguin dades numèriques i també 
per la seva falta d’anàlisi avançat, especialment en la construcció de models per 
realitzar prediccions. El tipus de problemes que s’intenten resoldre en un àmbit 
científic són molt complexos i diferents entre si,  la qual cosa implica que es necessiten 
eines prou flexibles i a la vegada prou potents per dur-ho a terme. 
Degut a la necessitat d’aquest tipus d’empreses d’accedir, agregar i analitzar les dades, 
i amb sorgiment de la informàtica científica (com per exemple la bioinformàtica i la 
quimioinformàtica (2)) han aparegut noves eines per tal de dur a terme tot el 
processament de les dades i el seu anàlisi. El problema és que molts cops es tracten 
d’eines incompatibles o desconnectades entre si que ofereixen solucions locals de 
difícil manteniment i compartició. A més, tot el procés esdevé molt més complex ja 
que els programes, al tenir diferents interfícies, requeria que els usuaris escriguessin 
complicats arxius de processament per obtenir les diferents dades i comunicar-les 
entre si.  
 
2.1.3 Intel·ligència de negoci científica 
 
Amb la finalitat d’aprofitar les grans quantitats de dades generades per sistemes de 
simulació científica (o altres tipus de sistemes com ara els LIMPS (3)) i 
emmagatzemades als sistemes d’informació de les organitzacions, la recerca científica 
requereix una plataforma que permeti aportar la màxima flexibilitat i potencia per tal 
de resoldre els problemes proposats de base científica proposats. La plataforma ha de 
tenir la capacitat d’accedir i agregar dades, tant dades estructurades2 com no 
estructurades, en un únic entorn. Ha de proporcionar també, anàlisi de dades avançat i 
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mostrar tota la informació generada d’una forma flexible i amigable per l’usuari.  En 
conseqüència, apareixen les solucions d’intel·ligència empresarial orientades al món 
científic (4).  
En resum, els objectius d’aquest tipus de solucions són els següents: 
» Interdisciplinar. Ser una plataforma que permeti l’exploració de dades a través 
d’eines provinents de varies disciplines científiques. 
» Integradora. Permetre accedir i agregar dades, estructurades o no, en un únic 
entorn. 
» Anàlisis avançats. Fer anàlisis científics avançats (construcció de models) i 
permetre a l’usuari integrar aplicacions i algoritmes que millor s’adaptin a 
trobar la solució al problema. Ha de proporcionar des de simples indicadors 
estadístics fins a avançats mètodes estadístics  de modelatge.  
» Modular. Permetre als usuaris desenvolupar de manera fàcil i àgil solucions als 
seus problemes mitjançant la combinació d’altres solucions ja implementades 
afavorint així la reutilització. 
» Flexibilitat a l’hora de mostrar els resultats als usuaris. 
» Tenir un cost mínim de manteniment. 
» Arquitectura flexible que permeti l’adopció de diferents sistemes i faciliti la 
canviabilitat i la modularitat. D’aquesta manera no es depèn d’un únic 
proveïdor de software sinó que amb el mínim esforç possible es sigui capaç de 
canviar. 
Un altre concepte que s’ha de tenir en compte és l’entorn col·laboratiu. 
Tradicionalment els equips de recerca sovint treballen aïllats i a causa de les eines 
utilitzades la col·laboració es fa molt complicada. Aquesta falta de col·laboració pot 
conduir als científics a gastar temps innecessariament obtenint respostes a preguntes 
que ja han sigut contestades, a duplicar experiments sense cap. Per tant, aquest tipus 
de plataformes han de cobrir també aquestes necessitats i han d’incorporar 
bàsicament compartició de solucions científiques i creació col·laborativa d’altres 
solucions. Per assolir aquest objectiu cal que el sistema proporcioni: 
 Una formà senzilla, però a la vegada potent, de consultar dades sobre els 
experiments o solucions que s’hagin o s’estiguin portant a terme. 
 Gestió i traçabilitat de les solucions. 
 Gestió d’usuaris. 
 Auditoria de processos per tal d’establir un punt de partida en cas d’errors o 






2.1.4 Fluxos de treball 
 
Unes de les claus d’èxit d’aquest tipus de plataformes és que ha d’estar basada en 
estàndards científics amb la finalitat de poder integrar tot tipus d’eines i aplicacions i, 
així, disposar d’un ampli ventall d’eines per tal de desenvolupar les solucions. La idea 
és proporcionar a l’usuari una espècie de repositori perquè ell tingui la llibertat de 
combinar en funció de les seves preferències en un entorn drag & drop.  
En aquest punt és quan apareix el concepte de flux de treball (5). Per tal de crear 
solucions de forma àgil i flexible s’utilitzen els fluxos de treball com a element 
integrador i com a nucli de les solucions. L’objectiu dels fluxos de treball és que les 
organitzacions puguin disposar d’aplicacions analítiques basades en: 
 Qualsevol font de dades. 
 Qualsevol format. 
 Qualsevol solució. 
 
Una operació individual, per exemple llegir un registre d’un arxiu, pot ser un 
component. Quan els components es col·loquen i s’enllacen acaben format un flux que 
s’anomena flux de treball. Per tant, un diagrama de flux de treball  és una 
representació gràfica d’un procés on es reflecteix el passos que executa, així com 
l’ordre i la precedència dels passos que el composen. 
L’èxit dels fluxos de treball radica, entre d’altres aspectes, en la componetització. El fet 
de tenir a l’abast una amplia gama de components i funcionalitats en una única 
plataforma representa una revolució en la indústria que promet millorar la eficiència 
de les investigacions. Els components3 actuen com a caixes negres que contenen la 
solució a un problema i que, entre d’altres coses, es poden reutilitzar.  
 
2.1.4.1 Composició d’un flux de treball 
 
Generalment un flux de treball està format per:  
                                                        
3 Component: notar que un flux de treball està format per components i que al final el flux de treball té 
una funcionalitat definida, per tant, un flux de treball no deixa de ser un component de components i 





- Components que s’entrellacen entre ells i formen una caixa negra, o no, que 
conté tot el processament. 
- Paràmetres:  aquests permeten afegir valors al flux de treball per tal de 
variar el seu comportament. 
- Sortides: s’utilitzen per comunicar els resultats generats pel flux de treball 
(6). 












Figura 2-3 Esquema de les parts d'un flux de treballl 











Funció: obtenir el valor absolut d’un número donat 
com a entrada. 
Entrada: número enter. 






Dades generades durant l’execució del flux i 












Figura 2-5  Exemple d'un component d’un  





Els fluxos de treball proporcionen un gran número d’avantatges. Per tal de fer una 
descripció més detallada d’aquestes es pot explicar des de dues perspectives diferents: 
la científica (7), o purament tècnica, i la empresarial. 
 
Perspectiva científica: 
1. Flexibilitat: Un flux de treball està format per una sèrie de components que són 
escollits per l’usuari en funció de les seves preferències i necessitats. Aquest 
components es poden intercanviar per altres en qualsevol moment, sempre i quan 
la funció i la semàntica siguin la mateixa. 
 
2. Adaptabilitat: és una conseqüència directa de la flexibilitat. El fet de treballar de 
forma flexible permet que ràpida i fàcilment es puguin adaptar les solucions a les 
noves necessitats proposades. 
 
3. Reutilització: El fet de comptar amb una solució integrada permet que sigui 
reutilitzada d’una forma fàcil. La reutilització pot anar des de utilitzar el mateix 
flux de treball per si sol fins a aprofitar un flux de treball ja creat per integrar-ho en 
un altre. En aquest cas funcionaria com un component dins d’un altre flux que ho 
integra. 
 
4. Integració: permet integrar i connectar aplicacions de diferents proveïdors que 
inicialment no estaven pensades per ser connectades i comunicades.  
 
Funció: El component realitza l’anàlisi de la variància(o t-test 
si la variable només té dues categories).  
Paràmetres: un paràmetre per indicar la grandària de la 
imatge i un altre per indicar si es vol un gràfic o bé un arxiu 
de text amb les dades. 
Entrada:  Expressió que és avaluada per obtenir la sortida. 






5. Parametrització:  un flux de treball representa una solució a un problema 
determinat. Aquest problema pot tenir una sèrie de variables on el seu valor es 
pot modificar per tal de configurar l’estat i poder generar diferents sortides. 
 
6. Renovació: el fet de comptar amb un repositori dinàmic de components permet 
incorporar-ne de nous i estar sempre al dia en termes de funcionalitats. 
 
 
7. Facilitat de desenvolupament:  disposat d’un entorn on visualment es poden 
seleccionar els components i formar un flux de treball de forma clara facilita 
enormement la comprensió del problema. 
 
8. Facilitat d’us: els fluxos de treball es poden veure com una caixa negra on no 
importa el que hi ha dins sinó que el que importa és el que fa. Això permet que un 
usuari que no tingui coneixement de com es soluciona el problema, és a dir, no 
tingui per exemple coneixement sobre l’anàlisi avançat de dades, pot obtenir 





Figura 2-6 Flux de treball que al tenir una capa semàntica aïlla a l'usuari de com es resol el problema internament 
 
 
Per tal d’establir una capa semàntica que aïlli al usuari de com es resol el 
problema, tant els paràmetres com els resultats generats pel flux de 
treball han d’estar en un llenguatge comprensible per l’usuari. Ha de ser 
un llenguatge relacionat directament amb la terminologia de la que 






1. Independència del proveïdor: el fet de comptar amb una arquitectura plug & 
play4, on es van afegint components en funció de les necessitats, fa que no es 
depengui directament d’un proveïdor de programari i, per tant, proporciona una 
independència al client podent alinear els canvis dels processos més fàcilment 
sense necessitat d’un manteniment del software o directament d’un nou 
desenvolupament. 
 
2. Augment del ROI5:  Com s’ha comentat anteriorment, comptar amb una 
arquitectura plug & play facilita enormement l’actualització del software sense un 
cost excessiu ni un desenvolupament tediós ja que pels canvis només es veu  
afectada una fracció del sistema i no pas al sistema sencer.  
 
3. Millora de l’eficiència: degut a la automatització dels processos es produeix un 












                                                        
4
 Plug & play: és una analogia amb la capacitat d’un sistema informàtic de configurar automàticament 
els dispositius al connectar-los. Permet connectar un dispositiu i utilitzar-lo immediatament sense 
necessitat de configurar-lo. 
5
 ROI: són les sigles en anglès de Return On Investment. Es un percentatge que es calcula en funció de la 





2.2 Conclusions i orientació del projecte 
 
En l’àmbit científic han emergit un conjunt d’eines informàtiques per la solució d’una 
àmplia gama de problemes. No obstant, fins ara aquestes eines només han estat 
usades en l’àmbit científic i a molt estirar en la indústria farmacèutica. La indústria i les 
organitzacions d’àmbit científic (sobretot la mitjana i petita) ha quedat al marge 
d’aquesta tecnologia solucionant els seus problemes amb pedaços locals, sense visió 
de conjunt i sovint incompatibles entre elles. 
 
Figura 2-7 Punt en comú entre la intel·ligència empresarial i la informàtica científica 
 
Les solucions d’intel·ligència empresarial inclouen els processos, les tecnologies i les 
eines necessàries per transformar les dades recollides per sistemes d’informació en 
informació, la informació en coneixement i aquesta a la vegada en coneixement que 
ajudi en la presa de decisions. L’objectiu final de la implementació d’aquests sistemes 
és doncs la millora de la eficiència i eficàcia empresarial en un procés totalment cíclic.  
Aquest procés cíclic sovint es recurrent i respon a certs patrons de comportament que 
es poden detectar i ser susceptibles de ser protocol·litzats. El fet de protocol·litzar el 





Punt de contacte en es situa 





Per tal de representar i automatitzar tots els processos (extracció de dades, mineria de 
dades, informes, etc.) utilitzarem els diagrames de flux, unint tots els passos necessaris 
que representen un problema protocol·litzat. 
Arribat a aquest punt, s'intentarà respondre la pregunta següent: Totes les eines 
mencionades en l’apartat de la intel·ligència de negoci són necessàries en la nostra 
plataforma? La resposta és clarament NO. No obstant això, la utilització 
d'alguna/algunes de les eines i disciplines abans descrites, pot ser beneficiós dins 
aquest àmbit. 
La orientació a la predicció fa decantar-nos per l'ús d'eines de mineria de dades però 
és necessari tenir en compte altres eines. La qualitat i preparació de les dades pot ser 
crucial a l'hora d'obtenir una bona predicció: motivació clara per utilitzar ETL. A més, 
els resultats de les prediccions hauran de ser interpretables per usuaris que, 
probablement, no coneguin a fons el procés analitzat: motivació per la utilització dels 
informes. 
És possible establir un flux de comunicació entre totes aquestes eines? La resposta es 
SÍ. La motivació dels diagrames de flux és aquesta: poder unir totes els passos 









Intel·ligència empresarial clàssica: 
Estadística descriptiva 
Intel·ligència empresarial predictiva: 
Models i mineria de dades 
Sistemes d’informació: 
Extracció i consulta 
Empresa i grups de recerca: 
Generació de dades i 
adquisició de coneixement per 





L’objectiu que s’ofereix és la implementació de solucions d’intel·ligència empresarial 
focalitzada en la predicció i, especialment, per a organitzacions d’àmbit científic. Dues 
característiques defineixen la filosofia del servei ofert. Per una banda, aquest 
representa el punt de trobada de dues disciplines, la intel·ligència empresarial i el món  
científic, eixamplant, així, el camp d’aplicació d’ambdues i cercant sinergies. 
Per altra banda, el servei és una solució de caràcter vertical (especialitzat) sobre una 
solució horitzontal (generalista) ja implementada en el món de la empresa com són els 
sistemes d’informació. Així cal que l’empresa ja compti amb sistemes d’informació 
prèviament en funcionament. Així un sistema d’informació recull i emmagatzema 
dades de diferents tipologies i un sistema d’intel·ligència empresarial les valoritza i les 
posa a disposició de l’empresa. El nostre servei afegiria la funcionalitat predictiva que 
encara no s’ha desenvolupat en sistemes d’intel·ligència empresarial comercials. El 
camp d’aplicació és ampli, exemples podrien ser: optimització de processos, millora 














 Figura 2-9 Esquema dels processos i dels sistemes d'informació d'una organització. 
Processos que generen dades i aquestes són recollides i emmagatzemades pels sistemes d’informació. 
Cal notar que aquests processos són genèrics i que poden representar conceptes molt diferents, per 
exemple: 
 Procés complet des de el disseny a la fabricació de plaques solars: obtenció matèries 
primeres, disseny, fabricació, proves, etc. 
 Etapes per les quals passa un procés científic. 














































verticals, entre els 






Al mercat només existeixen dues propostes amb aquesta filosofia: Accelrys Scientific 
Operating Platform (8)(9)i Inforsense ChemSense (10), encara que desafortunadament 
es mouen en el mon del programari propietari i orientats també a grans corporacions i 
a oferir solucions globals i generalistes. 
 
 
2.3 Objectius del projecte 
 
Aquest projecte neix de la necessitat d'aprofitar la potència que ens dóna la 
combinació de les eines que formen el conjunt anomenat BI i els diagrames de flux. Tot 
i la orientació al món científic donada la versatilitat de la programació en diagrames de 
flux fa poder generalitzar les possibles aplicacions a diferents àmbits i sectors. 
 
A més, es volen solucionar una sèrie de mancances pel que fa a la gestió de les 
solucions i a la utilització d’aquestes per part dels usuaris. És molt comú, que en 
projectes formats per molts integrants la informació estigui dispersa i oculta 
(voluntàriament o no), on hi ha usuaris que no poden accedir tant a les solucions com 
als resultats o informació que han generat altres i que els pot ser útil per la feina que 
desenvolupen o pel problema que intenten resoldre.  
 
Donada la gran quantitat d’informació consumida i generada pel flux de treball, 
necessitem que la plataforma ens proporcioni una manera còmode de buscar la 
informació i veure-la en un format adient per facilitar-nos el seu anàlisi, en definitiva, 
donar valor afegit a les dades convertint-les en informació valuosa. 
 
A grans trets, el projecte té com a objectiu el següent: 
 Organitzar dels fluxos de treball en projectes6, afegint-los i traient-los a conveniència. 
Aquest apartat conté la creació i edició de projectes per organitzar el treball dins la 
                                                        
6 Projectes: En general, un projecte és un conjunt d’activitats coordinades i interrelacionades que 
busquen complir un objectiu específic. En el nostre cas, un projecte serà un conjunt de diagrames de 





plataforma.  S’entén cada flux de treball com la solució a un problema concret i un 
projecte com un conjunt de solucions que formen una solució global. 
 Execució dels fluxos de treball7 i obtenció d’informes de l’execució, a part de tota la 
informació contextual. Aquesta execució podrà ser dinàmica ja que s’ofereix a l’usuari 
modificar els valors dels paràmetres del flux de treball a conveniència.  L’objectiu 
d’utilitzar fluxos de treball és  aïllar a l'usuari de la tecnologia subjacent i no dels 
passos analítics. D’aquesta manera també s’aconsegueix un processament automàtic 
fet que fa que l’obtenció de resultats sigui molt còmode i àgil.  
 Fonamentar el treball en equip. Centralitzar tota la informació per tal de facilitar la 
compartició i fer-la accessible per tot els usuaris oferint una visualització clara i 
senzilla.  
 Donar la possibilitat a l’usuari de programar execucions recurrents per tal d’adaptar-
les a processos periòdics.  S’ha de permetre a l’usuari la gestió de les execucions 
programades. 
 Monitorització de paràmetres d’entrada i de sortides en diferents execucions del 
mateix flux de treball per tal de veure l’evolució dels resultats en funció de les dades 
d’entrada i dels paràmetres. 
 Administració del sistema: alta i baixa d’usuaris, assignació i des assignació d’usuaris a 
projectes. Aquest sistema requerirà un administrador (o administradors) que creïn els 
usuaris perquè puguin començar a treballar amb el sistema i se’ls assigni a projectes 
d’acord el seu rol dins la organització. 
 Auditoria del sistema. El sistema ha de ser capaç d’enregistrar totes les accions que 
realitza un usuari (impliqui o no una modificació de l’estat d’aquest). 
 Proporcionar una plataforma accessible. La configuració de la plataforma ha d'ésser 
centralitzada a un servidor, per tant, el client no necessitarà uns requeriments 






                                                        
7 Execució dels fluxos de treball: L’execució d’un flux de treball, és el conjunt de resultats que ha previst 






3 Estudi i valoració de les 
alternatives de la solució 
 
Una vegada s’ha definit el context del sistema i els objectius, s’estudien les diferents 
opcions que hi ha per a configurar la solució. Entre elles, s’ha de considerar l’adquisició 
de productes de programari estàndard del mercat, desenvolupaments a mida o 
solucions mixtes. 
Depenent de l’abast del sistema i de les possibles opcions, pot ser convenient realitzar 
inicialment una descomposició del sistema en subsistemes. S’estableixen les possibles 
alternatives sobre les que es centraran l’estudi de la solució, combinant les opcions 
que es considerin més adequades. 
S’ha decidit realitzar una divisió conceptual en base als objectius del sistema. Dels 
objectius explicats en l’apartat anterior el sistema es pot dividir en: 
 Plataforma per la gestió integral del sistema. 
 Motor d’execució dels fluxos de treball. 
 Adquisició de dades. 
 Anàlisi i processament de les dades. 
 Visualització dels resultats. 
En tot moment la idea que es segueix a la hora d’estudiar les possibles solucions és 
que es vol aprofitar al màxim de sistemes o eines que ja estiguin actualment 
desenvolupades, no es vol fer la feina dos cops. També s’ha de tenir present el tipus de 
llicencia dels sistemes d’informació que s’han d’utilitzar o desenvolupar. En el cas 
d’aquest projecte, es tindrà en compte que la llicencia ha de ser de codi obert. 
Per a cadascuna de les solucions proposades es farà una descripció, s’explicaran les 







3.1 Solució 1: Eina basada en la Plataforma 
Pentaho. 
 
3.1.1 Característiques de Pentaho 
 
El projecte Pentaho és una iniciativa que té com a objectiu proporcionar a les 
organitzacions solucions d’intel·ligència de negoci basades en codi lliure (11). El 
projecte Pentaho inclou les següents àrees de la intel·ligència de negoci: 
- Informes 
- Anàlisis (OLAP) 
- Quadres de comandament 
- Mineria de dades 
Pentaho Corporation és la companyia de codi obert comercial encarregada de 
centralitzar i facilitar la gestió del Projecte Pentaho. Concretament les seves tasques 
són: 
- Desenvolupar components per la comunitat de codi lliure. 
- Millorar components que han desenvolupat tercers. 
- Proporcionar suport tècnic, administració de versions, control de qualitat i 
serveis empresarials amb una versió Comercial de Pentaho. 
 
Realment Pentaho fa una separació molt clara entre totes les funcionalitats que 
ofereix: informes, anàlisi, quadres de comandament, mineria de dades, etc. i permet 
utilitzar-les per separat o bé integrant-les a una plataforma.  La plataforma es presenta 
com un servidor en el qual es poden explotar les solucions realitzades, a més de 
proporcionar una sèrie de funcionalitats com són: gestió d’usuaris i permisos, 
programació de tasques, auditoria de processos, etc. Cal notar que aquestes 
funcionalitats estan incorporades a la versió de pagament. 
La plataforma de Pentaho inclou un seguit d’eines per a dur a terme totes les 
funcionalitats que ofereix. Les eines són les següents: 
- Pentaho BI Server:  és la plataforma que suporta la interacció final del usuari 





compte els aspectes de seguretat, integració i planificació. És realment l’eina 
que permet explotar les solucions un cop aquestes han sigut creades. 
- Pentaho Enterprise Console: proporciona als administradors una interfície per 
tal de poder administrar usuaris, rols, fonts de dades, tasques planificades, etc.  
que s’utilitzen a Pentaho BI Server. 
També conté una sèrie d’eines que permet dissenyar les solucions, totes elles han 
d’estar instal·lades al client, és a dir, en local: 
- Pentaho Design Studio: és una col·lecció d’editors i visualitzadors integrats en 
una sola aplicació i proporcionen un entorn gràfic per tal de desenvolupar i 
provar les seqüències d’accions dels documents. És on es proba una solució 
completa, des de l’extracció de dades  fins a la visualització de resultats. 
- Pentaho Data Integration: permet fer l’extracció i el preprocessament de les 
dades. És una eina ETL. 
- Report Designer: permet la creació i publicació dels informes. Proporciona un 
entorn gràfic que permet a l’usuari connectar les seves dades, dissenyar, 
previsualitzar i publicar els informes en Pentaho BI Plataform. 
- Pentaho Aggregation Designer i Pentaho Schema Workbench: ofereix l’entorn 
necessari per dissenyar, editar i publicar les solucions OLAP. 
 
La plataforma Pentaho està dissenyada per ser flexible i oberta. D’aquesta manera 
permet  als desenvolupadors integrar components de tercers sempre i quan utilitzin 
els sistemes de programari que utilitza Pentaho. En cas de voler integrar algun altre 
sistema, com per exemple, un altre programari per fer els informes diferent de 
l’estàndard utilitzat en Pentaho, i d’alguna manera desmarcar-se de la imposició 
d’utilitzar JFreeReport8, diuen obertament que Pentaho no donarà suport ni faran 
correcció de cap error. 
A la plataforma Pentaho s’entén per solució al conjunt de documents que defineixen 
els processos i les activitats necessàries per resoldre el problema plantejat, és a dir, per 
cadascuna de les etapes per les que passa la solució i ha diferents arxius: extracció de 
dades, anàlisi, informe, etc.  
 
 
                                                        
8
 JFreeReport: és un projecte en codi obert que té com a objectiu proporcionar una eina per el 





3.1.2 Alineament de la solució amb les objectius del projecte 
 
La plataforma de Pentaho posa al abast una gran quantitat d’eines per tal de poder 
crear solucions d’intel·ligència empresarial, amb una clara separació entre elles i a la 
vegada integrades en una única plataforma. Ofereix la possibilitat de realitzar: 
extracció de dades, mineria de dades i informes.  
La integració de les diferents eines en una plataforma que s’explota en un servidor, al 
qual es pot accedir remotament, i permet gestionar tant el contingut com els usuaris 
que l’utilitzen és un gran punt a favor.  
El punt negatiu és el concepte de solució ja que la plataforma integra el conjunt 
d’arxius necessaris per crear una solució però aquesta no forma un únic flux de treball. 
D’aquesta manera no es pot executar de forma automàtica i, per tant, no es una opció 
viable ja que aquest és un objectiu principal del projecte.  
 
3.2 Solució 2: Plataforma basada en Kepler 
 
Kepler(12) (7) és una aplicació de fluxos de treball científics dissenyada per ajudar a 
científics, analistes i programadors a crear, executar i compartir models i anàlisis a 
través d’una amplia gama de disciplines científiques i d’enginyeria. Kepler pot operar 
sobre dades emmagatzemades en una gran varietat de formats, tant a nivell local com 
a nivell d’Internet, i és un mitja eficaç per a la integració de components tant diferents 
com poden ser scripts9 amb R10, codi C compilat o serveis web.   
Utilitzant la interfície gràfica del Kepler els usuaris només han de seleccionar i després 
connectar els diferents components desitjats per a formar el flux de treball. Kepler 
ajuda als usuaris a compartir i a reutilitzar les dades, fluxos de treball i components 
desenvolupats per la comunitat científica per fer front a necessitats comunes. 
                                                        
9 Scripts: en Informática, un script és un conjunt d’instruccions. Permet l’automatització de tasques 
creant petites utilitats o programes. 
10 
R: R és un llenguatge i un entorn per a gràfics i càlculs estadístics computacionals. Proporciona una 
gran varietat de tècniques estadístiques (models lineals i no lineals, proves estadístiques clàssiques, 






El software de Kepler es desenvolupa i es manté pel Projecte de Col·laboració Kepler, 
que està dirigit per un equip format per les principals institucions que van originar el 
projecte: UC Davis, UC Santa Bárbara i la UC San Diego. 
Kepler és una aplicació basada en Java que es manté per a Windows, OSX i Linux. El 
projecte Kepler dona suport oficial al desenvolupament i proporciona material i 
mecanismes per aprendre a utilitzar, compartir, desenvolupar, informar d’errors en el 
sistema, suggeriment de millores, etc. 
 
3.2.1 Característiques del Kepler 
 
 Kepler està basat en el sistema Ptolemy II (13), és una plataforma madura que 
suporta múltiples models computacionals adaptats a diferents tipus d’anàlisi 
(tractament de dades de sensors, integració d’equacions diferencials, etc.). 
 Kepler està disponible amb llicencia de codi obert. 
 Kepler proporciona una interfície gràfica d’usuari i un motor d’execució que 
executa els fluxos de treball amb o sense interfície gràfica. 
 Els fluxos de treball es poden encapsular i convertint-se en un component, 
d’aquesta manera les tasques més complexes poden ser formades per un 
conjunt de tasques simples. Això permet als dissenyadors de fluxos de treball 
construir components reutilitzables i modulars que es poden guardar i utilitzar 
en moltes aplicacions diferents, així com compartir-los. 
 Els fluxos de treball de Kepler poden aprofitar tota la potencia computacional 
de les tecnologies de xarxes i serveis web, així com aprofitar el suport natiu de 
Kepler en el processament en paral·lel millorant així la eficiència de les 
execucions. 
 Kepler conté una llibreria amb més de 350 components de processament 
preparats per ser utilitzats o personalitzats fàcilment. Cal destacar: 
 Components R i Matlab11 per integrar fàcilment potents 
capacitats d'anàlisi estadístic. 
                                                        
11 
Abreviació de MATrix LABoratory, és un programari matemàtic que ofereix un entorn de 
desenvolupament integrat (IDE) amb un llenguatge de programació propi (llenguatge M).  
Entre les seves prestacions bàsiques es troben: la manipulació de matrius, la representació de dades i 
funcions, la implementació d’algoritmes, la creació d’interfícies d’usuari i la comunicació amb programes 





 Component de servei web per accedir i executar serveis Web 
WSDL  i retornar el resultat de l'execució per al seu posterior 
processament en el flux de treball 
 Component ReadTable per accedir a dades emmagatzemades en 
arxius Excel. 
 Component per executar aplicacions des de línea de comandes. 
 
 Kepler disposa d'un servidor centralitzat on poder pujar, descarregar, buscar i 
compartir fluxos de treball amb la resta de la comunitat i usuaris. 
 Gran capacitat per accedir i llegir una gran varietat de fons de dades per 
unificar-les i preparar-les per ser utilitzades als fluxos de treball. 
 Kepler proporciona accés directe a EarthGrid, una xarxa distribuïda que aporta 
als científics accés a dades sobre ecologia, biodiversitat, medi ambient i 
recursos analítics. 
 
3.2.2 Estat actual de l’aplicació 
 
Actualment es troba disponible la versió 1.0.0 per ser utilitzada en mode usuari. Està 
disponible també la última versió per desenvolupadors que es va actualitzant 
temporalment amb les noves aportacions. Tot i no ser versions definitives són versions 
prou madures i totalment estables. Actualment es troben a un pas de llançar la versió 
2.0.0. la qual incorpora nous mòduls orientats als BI: mòdul de Provenance(14) i mòdul 
de Reporting (15).  En aquest punt  sorgeixen dues alternatives: 
» 1. Utilitzar la versió 1.0.0. del Kepler com a motor de fluxos de treball i 
utilitzar un altre software per a la generació d’informes, JFreeReport. 
» 2. Utilitzar la versió de desenvolupadors que inclou el mòdul de 
Provenance i el de Reporting. 
La versió 1.0.0. no guarda cap dels resultats generats com a conseqüència de 
l’execució dels fluxos de treball, per tant, es feia necessària la programació de mòduls 
especials per capturar i emmagatzemar els resultats per mostrar-los en els informes. 
Això afegeix un alt grau de complexitat ja que implica modificar una petita part del 
codi del Kepler. D’altra banda al no tenir un sistema integrat d’informes es feia difícil la 
comunicació. Tots aquest aspectes es veuen resolts amb la versió de desenvolupador 
que inclou els dos nous mòduls:  






- Mòdul Provenance: captura i emmagatzema en una base de dades pròpia 
cadascun dels resultats generats pels fluxos de treball. Es poden obtenir 
fàcilment fent consultes a la base de dades o mitjançant una API. 
- Mòdul de Reporting: en la interfície gràfica del Kepler porta una eina per 
dissenyar els informes i relacionar directament les sortides dels fluxos de 
treball amb aquest. Per tant, la integració, la usabilitat i la potencia a l’hora 
de dissenyar informes millora substancialment. 
Cal esmentar que aquesta versió del Kepler NO és definitiva, tot i que en l’estat que es 
troba no s’esperen modificacions de funcionalitats. Tant el mòduls de Reporting com el 
de Provenance no estan en una versió definitiva i estan susceptibles a canvis. 
Tot i els inconvenients de no tenir versions definitives, s’espera que en breu ho siguin 
sense afectar les seves funcionalitats. Per tant, ens decantem per la segona opció de 
tenir-ho tot integrat dins el propi Kepler. 
 
 
3.2.3 Alineament de la solució amb les objectius del projecte 
En conclusió, aquesta solució aportaria una gran potencia a la hora de crear i executar 
els fluxos de treball desitjats. La seva versalitat en quan a les possibilitat de 
processament són molt grans. Kepler cobriria la part de motor de fluxos de treball, 
obtenció de les dades, capacitats analítiques i de presentació de resultats. Seria 
necessari el desenvolupament de la plataforma que integrés totes les funcionalitats 
utilitzant com a nucli el Kepler. 
 
3.3 Selecció de la solució 
La solució escollida ha sigut la que es basa en la plataforma Kepler. Els motius són els 
següents: 
- Pentaho no oferia una possibilitat clara d’utilitzar la solució, composta per 
diferents arxius corresponents a les diferents etapes del anàlisi de dades, 
com un únic flux de treball. Per tal de mitigar i aconseguir millorar aquest 
aspecte s’ha intentat estudiar la possibilitat d’aïllar el nucli de Pentaho 
utilitzant un motor de fluxos propi (Enhydra (16) ), però la dificultat de 





Plataforma Pentaho i la seva comunitat no ha sigut suficientment útil ni 
aclaridora. 
 
En canvi Kepler ofereix la possibilitat de integrar tot el procés en un únic 
flux de treball corresponent a un únic arxiu que es pot exportar fàcilment. 
 
- Kepler prové d’un entorn universitari amb un full de ruta i uns objectius ben 
definits que s’orienten a la recerca, a la integració i la col·laboració amb 
altres institucions i organismes. Pel contrari, Pentaho s’orienta cada cop 
més cap al món de les solucions privatives i cap al codi lliure comercial amb 
l’objectiu de vendre la versió de pagament. 
Per tant,  la solució constarà de: 
- Plataforma per a la gestió integral del sistema. La plataforma haurà d’oferir 
totes les funcionalitats necessàries per tal d’assolir els objectius del sistema.  
Per això serà necessari una comunicació amb el Kepler. 
- Kepler com a editor i motor per l’execució de fluxos de treball. 
Per tal de confirmar la solució proposada, es faran unes proves de com comunicar el 
Kepler amb la plataforma i veure la dificultat que comporta. 
 
3.4 Viabilitat de la utilització del Kepler  
Un cop s’ha vist que el Kepler és una bona alternativa i que ofereix les funcionalitats 
necessàries, abans d’adoptar-la de forma definitiva es decideix fer un estudi detallat de 
com serà la comunicació entre el Kepler i el sistema.  
 
3.4.1 Identificació dels punts de comunicació.  
 
De la mateixa forma que l’usuari no ha de conèixer com està dissenyat el flux de treball 
internament per tal de mantenir-lo aïllat, el mateix passa amb el sistema. Pel sistema, 
un flux de treball és un arxiu que consta de paràmetres i de sortides que generen uns 
resultats. El sistema serà l’encarregat de gestionar les solucions que els usuaris han 
d’utilitzar, per tant, una solució és un arxiu Kepler. El sistema ha de ser capaç de 






Per tant, per poder interactuar amb el Kepler el sistema ha de:  
- Conèixer els paràmetres i les sortides del flux de treball (l’entrada de dades 
no cal, Kepler ho gestiona). 
- Ser capaç d’executar un flux de treball. 
- Obtenir els resultats generats gràcies a l’execució del flux de treball. 
 
 
3.4.2 Estudi del Kepler i les possibilitats de comunicació que ofereix. 
 
El Kepler està dissenyat per funcionar en dos modes:  
1.  En mode d’interfície gràfica o amb mode línea de comandes.  
2. En mode d’interfície gràfica permet crear, editar i executar fluxos de treball, 
mentre que per línea de comandes únicament es permet executar.  
Per tant, dels tres punts mencionats anteriorment i que els sistema ha de cobrir, 
Kepler ens permet de forma directa realitzar el segon.  
Kepler no està pensat per treballar com a nucli d’un altre programa ja que és un 
programa per si sol. Està pensat per treballar amb altres sistemes en l’àmbit dels fluxos 
de treball. Ja que des de components del fluxos es poden cridar a altres programes. 
Llavors per poder cobrir la resta de necessitats en quant a funcionalitats que nosaltres 
necessitem s’haurà de realitzar un estudi de l’arquitectura i dels mòduls del Kepler. 
L’objectiu és saber com gestiona Kepler els fluxos de treball i amb quines entitats 
treballa per tal d’utilitzar els paràmetres i sortides. D’aquesta manera es podran 
obtenir els paràmetres, les sortides i els resultats que es generen. 
 
3.4.2.1 Estudi de la arquitectura i dels mòduls del Kepler. 
 
En aquesta part de la memòria no s’entrarà en detall a tractar sobre la implementació 
directa del Kepler sinó que es farà una explicació a nivell conceptual per tal de situar al 
lector sobre l’estratègia que es va dur a terme. Al capítol corresponen s’explicarà amb 





Desprès d’un estudi de l’arquitectura, dels mòduls i de com interactuen les classes 
internament (17)(18)(19),  s’entén com fa el Kepler internament per tal de representar 
el flux de treball a nivell de classes, la qual cosa inclou paràmetres i sortides. Kepler 
obté el flux de treball a partir d’un arxiu XML on s’especifiquen totes les dades, a partir 
d’aquí, genera un model intern amb les seves pròpies classes pel tal de representar-ho 














Figura 3-1 Esquema del processament d'un flux de treball pel Kepler. 
 
 
3.4.2.2 Identificació dels mòduls i de les classes necessàries per llegir els 
paràmetres. 
 
Un cop t’identifiquen els passos necessaris per a crear el model es fan una sèrie de 
proves implementant una classe amb l’ajuda de la API del Kepler i modificant part del 
codi d’aquest. EL resultat és satisfactori i s’obtenen tant els paràmetres com les 
sortides del flux de treball.  
Tot i que és una solució viable és bastant complexa i es decideix simplificar aquesta 
tasca i optar per una solució més senzilla però igualment efectiva, es decideix 
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implementar un propi parsejador per llegir l’arxiu XML i obtenir de forma directa els 
paràmetres i sortides sense la necessitat de crear el model amb les classes internes del 









Figura 3-2 Esquema del processament dels fluxos de treball per la nostra plataforma. 
3.4.2.3 Identificació dels mòduls i de les classes necessàries per executar. 
 
Tenint l’arxiu del flux de treball corresponent i tenint identificats els paràmetres per tal 
de modificar el seu valor, realitzar l’execució és un pas senzill que consisteix en fer una 
crida seguint una expressió estàndard definida pel Kepler. 
 
3.4.2.4 Identificació de la interfície i del esquema de la BD del Kepler per 
obtenir els resultats. 
 
Com a resultat de l’execució es generen resultats que el Kepler de forma automàtica 
guarda a una BD amb un esquema propi establert per ell mateix.  
 
Kepler disposa d’una API per tal d’obtenir aquesta informació, tot i així, les consultes 
són bastant senzilles i no permeten abastir les necessitats del sistema. És per aquest 
motiu que es decideix estudiar l’esquema relacional de la BD per tal de d’obtenir i 
aprofitar el màxim d’informació possible. Per aquesta tasca es imprescindible la 
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Es realitzen un conjunt d’execucions i proves per l’extracció de les dades generades i 





Després d’analitzar en detall el Kepler i de realitzar les proves per cadascuna de les 
funcionalitats necessàries, es conclou que és una opció viable per ser utilitzada ja que,  
tot i que s’hagin de desenvolupar mòduls especials, cobreix totes les necessitats que 


















4 Requeriments del sistema 
 
Definirem requeriment com quelcom que el sistema ha de fer o característica que el 
sistema ha de posseir. Dividirem els requeriments del sistema en: 
- Funcionals: Què ha de fer el sistema. 
- No funcionals: Criteris per avaluar el sistema 
 
4.1 Requeriments funcionals 
 
REQUERIMENT 1: Entorn multi usuari i col·laboratiu.   
Només el permetrà l'accés a usuaris registrats al sistema. Cada usuari assumirà un rol 
dins el projecte on està assignat. El rols d'usuari disponibles en el sistema són els 
següents: 
 Administrador de projecte: Té privilegis per la gestió del sistema. La 
gestió del sistema inclou: gestió de projectes, gestió d'usuaris i consulta 
del registre del sistema. 
 Usuari sense privilegis : No té privilegis per la gestió del sistema però si 
pel seu ús. 
 
REQUERIMENT 2: Gestió del sistema.  
El sistema haurà d’oferir una funcionalitat per gestionar-se ell mateix. Serà privilegi 








REQUERIMENT 3: Gestió del projecte.  
El sistema ofereix la possibilitat de crear nous projectes, modificar-ne i eliminar-ne  d' 
existents. L'eliminació d'un projecte no comporta la seva desaparició del sistema sinó 
que comporta l'ocultació d'aquest. 
 
REQUERIMENT 4: Validació d’un diagrama de flux. 
El sistema  només permetrà afegir diagrames de flux a un projecte validant-los abans 
d'afegir-los al sistema. 
 
REQUERIMENT 5: Identificació diagrama de flux.  
El sistema haurà de ser capaç de, donat un diagrama de flux correcte, obtenir-ne tots 
els paràmetres d'entrada i sortides disponibles. 
 
REQUERIMENT 6: Edició de paràmetres d’un diagrama de flux.  
El sistema permetrà editar els paràmetres d'entrada d'un diagrama de flux en aspectes 
com: 
 Visibilitat en la execució 
 Valor per defecte 
 
REQUERIMENT 7: Execució diagrames de flux Kepler.  
El sistema té la capacitat d'executar flux de treball vàlids programats amb Kepler. 
 
REQUERIMENT 8: Execució parametritzable.  
L'usuari podrà modificar els valors dels paràmetres del diagrama de flux abans de 






REQUERIMENT 9: Notificació.  
La notificació serà editable per l'usuari. El sistema enviarà informació per correu 
electrònic un cop acabi l'execució d'un diagrama indicant el resultat de la mateixa.  
 
REQUERIMENT 10: Planificació d'execucions.  
Es podrà programar una execució d'un diagrama de flux en un instant de temps 
diferent a l'actual, donant la possibilitat d'establir una execució recurrent en el temps. 
 
REQUERIMENT 11: Gestió de planificacions.  
Cada usuari podrà veure les planificacions que ha programat al sistema, modificar-les i 
eliminar-les. 
 
REQUERIMENT 12: Consulta de resultats execucions.  
L'usuari podrà cerca els resultats de totes les execucions de diagrames de flux del 
projecte. El sistema haurà de proporcionar una interfície clara per consultar per cada 
execució: 
 Valor dels paràmetres d'entrada del diagrama de flux 
 Valor de les sortides del diagrama de flux 
 Informe generat pel la execució del diagrama de flux 
 Arxius utilitzats per la execució del diagrama de flux 
 Estat de l’execució 
 
REQUERIMENT 13: Monitorització d'execucions.  
Donat un diagrama de flux i un interval de temps, l'usuari podrà obtenir en format 







REQUERIMENT 14: Registre del sistema.  
El sistema registrarà totes les accions que realitzi un  usuari impliquin o no una 
modificació del mateix (lectura/escriptura).  
 
 
REQUERIMENT 14: Gestió d’usuaris.  
Un usuari administrador podrà donar d'alta un nou usuari, modificar un usuari existent 
i eliminar-lo. 
 
REQUERIMENT 15: Assignació usuaris a projectes.  
Un usuari administrador podrà assignar usuaris registrats en el sistema a un 
projecte determinat. També tindrà disponible l'operació complementària en el 
cas de des assignar un usuari d'un projecte. 
 
REQUERIMENT 15: Consulta del registre del sistema.  
Un usuari administrador podrà consultar el registre del sistema. El sistema 
haurà de proporcionar una interfície clara per consultar el registre del sistema. 
Per cada acció cercada contindrà: 
 Nom de l'usuari que l'ha realitzat 
 Nom de l'acció realitzada 
 IP de l'ordinador client d'on s'ha realitzat 
 Detalls 
 
REQUERIMENT 16: Sistema multilingüe.  
El sistema haurà d'estar traduït al català, castellà i anglès. L'usuari podrà 






REQUERIMENT 17: Sistema parametritzable.  
El sistema haurà de ser parametritzable per adaptar-se a les particularitats de 
qualsevol entorn d'execució sense modificar la implementació del mateix. 
 
 
REQUERIMENT 18: Generació d’informes 
El sistema ha de ser capaç de generar el informe corresponent per cada execució en el 
cas que el diagrama de flux en tingui. 
REQUERIMENT 19: Captura de les dades generades per una execució 
El sistema enregistrarà totes les dades que generi una execució d’un diagrama de flux. 
 
4.2 Requeriments no funcionals 
Per complir els requeriments funcionals, el sistema ha de tenir les següents qualitats: 
REQUERIMENT 1: Auditoria i control 
Es mantindrà un registre de totes les accions que realitza cada usuari del sistema 
impliquin o no la modificació de l'estat d'aquest. 
 
REQUERIMENT 2: Disponibilitat 
El sistema ha d'estar disponible pel seu ús en qualsevol instant de temps, ja que 
 
REQUERIMENT 3: Seguretat 
Només podran utilitzar el sistema els usuaris registrats amb rol assignat. Cada rol 
tindrà uns permisos associats que només podrà modificar l’administrador del projecte, 
en cap cas altres usuaris amb menors privilegis. La comunicació entre el usuari i el 






Totes les dades que provinguin de l’usuari del sistema, hauran d’estar convenientment 
validades. La validació és imprescindible per evitar fallades del sistema i evitar 




REQUERIMENT 4: Usabilitat 
El entorn web ha de tenir una interfície agradable i clara que permeti un aprenentatge 
ràpid de la aplicació. A més, la combinació de colors ha de ser l’adequada evitant tons 
verds i vermells per no perjudicar a persones daltòniques. 
 
REQUERIMENT 5: Dependències 
El projecte contindrà parts que pertanyen a altres projectes tots amb llicència GNU per 
utilitzar el codi i distribuir-lo. Existiran limitacions dins el sistemes imposades per les 
dependències de tercers productes. 
 
REQUERIMENT 6: Compatibilitat 
El sistema hauria de ser accessible per qualsevol tipus de navegador present en el 
mercat, així que la maquetació web complirà els estàndards de la W3C. 
 
REQUERIMENT 7: Codi lliure (Open Source) 
El sistema estarà elaborat íntegrament amb programes de codi lliure àmpliament 
acceptats de la comunitat. 
 
REQUERIMENT 8: Robustesa 
Com a sistema exposat a la web, ha de tenir la robustesa de suportar atacs a través de 





caiguda del sistema, s’han de permetre aïllar, controlar i tractar tots els errors 
corresponents. 
 
REQUERIMENT 9: Escalabilitat 
El sistema ha de preveure un creixement gradual de la càrrega de treball per evitar un 
ús desproporcionat dels recursos. 
 
REQUERIMENT 10: Portabilitat 
El sistema és independent de la plataforma utilitzada, per tant, es podrà instal·lar en 
qualsevol tipus de plataforma sense modificar la implementació del mateix.  
 
REQUERIMENT 11: Accessibilitat 
El sistema serà accessible via navegador web complint tots els estàndards de 
programació. Per  tant, la programació web es farà seguint uns estàndards que 

















Un cop s’han analitzat els requisits del projecte el següent pas es l’especificació. 
L’objectiu de l’especificació es descriure de forma exhaustiva que farà el sistema des 
del punt de vista funcional de l’usuari i de l’entorn.  
En primer lloc es veurà el model de casos d’us i a continuació el model conceptual que 
representa el sistema. 
 
5.1 Model de casos d’ús 
 
El model de casos d’ús serveix per definir els actors del sistema i la forma en la que 
interactuen amb aquest. En primer lloc es descriuen els diferents tipus d’actors que es 
troben al sistema en funció dels seus objectius Finalment es presenta un esquema 
global per veure de forma esquemàtica la interacció d’aquests amb les diferents 
funcionalitats del sistema. 
 
5.1.1 Identificació dels actors del sistema 
 
Els actors són un conjunt d’agents externs que utilitzen i interaccionen amb el sistema. 
Un actor pot participar en varis cas d’ús. Un cas d’us pot interactuar amb varis actors. 
Pel que fa a les funcionalitats que ofereix el sistema hi ha dos grups clarament 
diferenciats. Primerament trobem les funcionalitats que permeten explotar el sistema 
des del punt de vista dels serveis i de la utilitat real d’aquest. En segon lloc trobem 
totes aquelles que permeten administrar-lo, les anomenades back office. Per tant, els 
actors es separen en funció dels seus objectius vers el sistema:  
 Usuari:  és el que utilitza les funcionalitats que realment estan relacionades 
directament amb l’objectiu de l’aplicació. Correspondrien al primer grup que 





 Administrador:  és l’encarregat de gestionar i actualitzar el sistema per 
adaptar-lo a les noves necessitats de l’usuari. La seva tasca es centrarà 
bàsicament en:  
 Introduir al sistema les noves solucions demanades per l’usuari 
(projectes) o bé modificar solucions ja donades d’alta 
anteriorment.  
 Gestionar els usuaris i assignacions a projectes.  
 Visualitzar l’estat del sistema fent un seguiment del que s’ha fet 
en tot moment (registre o Log) . 
 A part, també podrà fer tot el que fa un usuari, per tant, és una 










Figura 5-1 Diagrama dels actors del sistema. 
 
5.1.2 Diagrama de casos d’ús 
 
Cal tenir en compte les relacions que s’utilitzen a l’hora de representar les relacions i 
les interaccions dels usuaris amb el sistema en el diagrama. Les relacions són les 
següents: 
» Associació:  relació bàsica entre l’actor i el cas d’ús que representa la seva 







» Generalització: herència d’un actor o un cas d’ús on les seves relacions o el 
comportament poden ser ampliats i/o redefinits en les instancies 
especialitzades. 
» Inclusió: relació entre casos d’ús que representa la inserció del comportament 
d’un escenari dintre d’un altre. D’aquesta manera es permeten agrupar 
comportaments comuns i encapsular-los. Quan relacionem dos casos d’us 
d’aquesta manera estem dient que el primer (el cas base) inclou el segon, el 
primer no podria funcionar bé sense el segon (l’inclòs). 
» Extensió: relació entre casos d’ús que representa l’ampliació d’un cas d’ús amb 


































Figura 5-4 Diagrama dels casos d'ús de l'administrador  
 
5.1.3 Casos d’ús 
 
Els casos d’ús son representacions d’un o més escenaris que descriuen com serà la 
interacció entre el sistema i l’usuari per a assolir un únic objectiu o un procés de 
negoci. Els casos d’us han sigut estructurats en funció del actor que interactua amb ell.  
Amb la finalitat de simplificar el model de casos d’ús en els casos bàsics de gestió, com 
són les altes, baixes i modificacions, que tinguin un comportament comú no s’entrarà a 
un elevat nivell de detall. És per això que les dades seran tractades de forma global 
sense especificar tots els atributs corresponents. Si es desitja obtenir més informació 
s’explicarà amb més detall en el moment que s’especifiquin els casos d’ús concrets a la 






5.1.3.1 Casos d’ús de l’usuari 
 










Postcondició L’usuari s’ha identificat i ja està dins del sistema. 
Escenari principal 
1. L’usuari introdueix el seu nom d’usuari i la seva 
contrasenya. 
2. El sistema verifica que sigui correcte i permet accedir a 
l’usuari al sistema on es mostren totes les seves 
funcionalitats disponibles en funció del seu rol. 
Escenari alternatiu - Usuari o contrasenya incorrecte: el nom d’usuari o la contrasenya 
introduïts no existeixen o són incorrectes. 
2.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 
 





L’usuari vol tancar la seva sessió i sortir del sistema. 
 
Actors Usuari 
Precondició L’usuari s’ha identificat i ja està dins del sistema. 
Postcondició Es tanca la sessió de l’usuari i no es mostrà cap funcionalitat. 
Escenari principal 
1. L’usuari surt del sistema. 












L’usuari escull un projecte per començar a treballar amb ell. 
 
Actors Usuari 
Precondició L’usuari ha iniciat sessió al sistema. 
Postcondició L’usuari ha seleccionar un projecte. El projecte es posa com a 
projecte actual de la sessió. 
Escenari principal 
1. El sistema llista els projectes que estan actius en el sistema i 
que l’usuari té assignats. 
2. L’usuari selecciona un projecte. 
3. El sistema el posa com a projecte actual i habilita les 
funcionalitats per treballar amb ell. 
  
  





L’usuari vol realitzar l’execució d’un flux de treball del projecte 
actual amb el que està treballant. 
 
Actors Usuari 
Precondició L’usuari a escollit un projecte. 
Postcondició Es crea i es llança una execució del flux de treball escollit amb la 
configuració desitjada. 
Escenari principal 
1. El sistema llista els fluxos de treball que formen part del 
projecte i que actualment estan actius. 
2. L’usuari selecciona un flux de treball. 
3. Pel flux de treball seleccionat el sistema mostra tots els seus 
paràmetres per tal de que l’usuari realitzi la configuració 
que considera adient.  
4. L’usuari introdueix les dades necessàries i escull executar. 
 
 
Escenari alternatiu 4.a. Extensions:  





- Modificar notificació (C6) 
- Eliminar notificació (C7) 
- Alta planificació de tasca (C8) 
- Modificar planificació de tasca  
- Eliminar planificació de tasca 
 
- Error al pujar l’arxiu: es produeix un error al intentar pujar un arxiu 
com a valor del paràmetre. 
4.a.  El sistema mostra un missatge d’error. Es torna al pas 4. 
 
- Paràmetres no vàlids: els valors introduïts en els valors dels 
paràmetres no són vàlids. 









L’usuari vol donar d’alta una notificació a l’execució per tal 
d’informar dels diferents successos d’aquesta. 
Actors Usuari 
Precondició L’usuari està realitzant una execució. 
Postcondició S’afegeix una notificació a l’execució que està configurant l’usuari. 
 
Escenari principal 
1. El sistema mostra les opcions a configurar per a afegir la 
notificació. Dona a escollir:  
- Quin esdeveniment llança la notificació (èxit o error 
de l’execució). 
- Que es vol enviar: informe o log de l’execució. 
- Un llistat per escollir a qui es vol enviar, a més de 
donar l’opció d’escriure destinataris. 













L’usuari vol modificar una notificació associada a l’execució. 
Actors Usuari 
Precondició L’usuari ha donat d’alta una notificació. 
Postcondició Es modifica la notificació de l’execució que ha configurat l’usuari. 
 
Escenari principal 
1. El sistema mostra les opcions a configurar inicialitzades amb 
la les dades de la  notificació que es vol modificar. Dona a 
escollir:  
- Quin esdeveniment llança la notificació (èxit o error 
de l’execució). 
- Que es vol enviar: informe o log de l’execució. 
- Un llistat per escollir a qui es vol enviar a més de 
donar l’opció d’escriure destinataris. 
2. L’usuari introdueix les dades necessàries i confirma la 
modificació de la notificació. 
  
 









Precondició L’usuari està realitzant una execució. 
Postcondició S’elimina la notificació de l’execució. 
Escenari principal 
1. L’usuari selecciona eliminar la notificació. 
2. El sistema demana confirmació a l’usuari. 
3. L’usuari confirma l’eliminació de la notificació. 
 






4.a.  El sistema no elimina la notificació i acaba el cas d’ús. 
 
  





S’afegeix una planificació de tasques a l’execució que s’està creant. 
Actors Usuari 
Precondició L’usuari està realitzant una execució. 
Postcondició Es crea una planificació de tasques i s’associa a l’execució que s’està 
creant actualment. 
Escenari principal 
1. L’usuari introdueix el nom de la planificació i si està activa o 
no. Escull un tipus de programació: 
Si l’usuari ha escollit “Una vegada” 
1. El sistema mostra les opcions per programar una tasca 
d’aquest tipus: data i hora. 
       Si l’usuari ha escollir “Recurrent”. 
2. El sistema mostra les opcions per programar una tasca 
recurrent agrupada en dos grups:  
- Freqüència: l’usuari escull el tipus de freqüència. 
Per cada tipus hi ha una configuració diferent. 
- Durada: l’usuari a d’escollir un interval de dates que 
representa la duració de la tasca.   
2. L’usuari confirma l’alta de la planificació. 
 
Escenari alternatiu - Nom no únic: ja existeix una tasca amb el mateix nom que la que 
s’està donant d’alta.  
2.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 
 












Precondició L’usuari ha donat d’alta una planificació. 
Postcondició Es modifiquen les dades de la planificació de tasques. 
Escenari principal 
1. Per la planificació escollida, el sistema inicialitza totes les 
dades. 
2. Els mateixos passos que en el cas d’us Alta planificació de 
tasca. 
3. L’usuari confirma la modificació. 
  
 





S’elimina la planificació de tasques. 
Actors Usuari 
Precondició L’usuari ha creat la planificació de tasques. 
Postcondició S’elimina la planificació de tasques seleccionada. 
Escenari principal 
1. L’usuari selecciona eliminar la planificació. 
2. El sistema demana confirmació al usuari. 
3. L’usuari confirma l’eliminació de la planificació. 
 
Escenari alternatiu - L’usuari cancel·la l’acció: l’usuari no confirma l’eliminació de la 
planificació. 
2.a.  El sistema no elimina la planificació i acaba el cas d’ús. 
 
 





L’usuari vol consultar els resultats que s’han generat com a resultat 
de les execucions que s’han dut a terme en el sistema 
 
Actors Usuari 





Postcondició Es mostren a l’usuari els resultats de les execucions del sistema. 
Escenari principal 
1. L’usuari selecciona les opcions del filtre per tal de cercar els 
resultats que vol. Pot filtrar per: flux de treball, usuari o per 
tots dos. També pot escollir per estat de l’execució 
(Executant, finalitzada, error o totes les anteriors) i pot 
seleccionar un interval de dates: a partir d’una data inicial, 
abans d’una data final, o entre dues dates. Finalment 
confirma la cerca. 
2. El sistema mostra totes les execucions que compleixen les 
condicions del filtre que ha configurat l’usuari. 
 
Escenari alternatiu 4.a. Extensions:  
- Consultar paràmetres de l’execució (C12) 
- Consultar sortides de l’execució (C13) 
- Consultar directori de treball de l’execució (C14) 
- Descarregar directori de treball de l’execució (C15 ) 
- Consultar informe de l’execució(C16) 
- Consultar Log d’errors de l’execució(C17) 
- Aturar execució (C18) 
 
 





Es consulten els paràmetres i els valors, que l’usuari va configurar 
quan va realitzar l’execució, del flux de treball associat a aquesta. 
 
Actors Usuari 
Precondició L’usuari ha consultat els resultats de les execucions.  
Postcondició Per a cada paràmetres del flux associat de l’execució el sistema 
mostra el seu nom i el valor que va introduir l’usuari per configurar 
l’execució. 
Escenari principal 
1. Per a cada paràmetre del flux associat de l’execució el 
sistema mostra el seu nom i el valor que va introduir l’usuari 














Es consulten les sortides del flux de treballat associat a l’execució. 




Precondició L’usuari ha consultat els resultats de les execucions. 
Postcondició  
Escenari principal 
1. El sistema mostra el nom i el valor generat per cadascuna de les 
sortides en estat visible del flux de treball. 
Escenari alternatiu  
 





Es consulta el directori de treball de l’execució. Cada execució té un 
directori on es copien tots els arxius generats, així com el flux de 
treball que ha sigut executat. 
 
Actors Usuari 
Precondició L’usuari ha consultat els resultats de les execucions. 
Postcondició  
Escenari principal 
1. El sistema mostra de forma jeràrquica el directori de treball 
de l’execució. 
Escenari alternatiu 1.a. Extensions:  













L’usuari vol descarregar una copia de l’arxiu generat, i que està 
ubicat al servidor, per tenir-ho en local. 
 
Actors Usuari 
Precondició L’usuari ha consultat el directori de treball de l’execució 
Postcondició  
Escenari principal 
1. L’usuari selecciona l’arxiu que vol descarregar. 
2. El sistema mostra un diàleg en el navegador perquè l’usuari 
esculli l’opció de descarregar o visualitzar. 
3. L’usuari escull descarregar i selecciona la ruta desitjada per 
guardar la copia en local. 
4. El sistema desa el fitxer en el directori especificat per 
l’usuari. 
 
Escenari alternatiu - Visualitzar arxiu: l’usuari escull visualitzar l’arxiu en compte de 
guardar la copia en local. 









L’usuari vol descarregar un arxiu comprimit que conté el conjunt 
d’arxius presents en el directori de treball de l’execució. 
 
Actors Usuari 
Precondició L’usuari ha consultat el directori de treball de l’execució. 
Postcondició  
Escenari principal 
1. El sistema selecciona el directori que vol descarregar. 
2. El sistema mostra un diàleg en el navegador perquè l’usuari 
esculli l’opció de descarregar o visualitzar. 





guardar la copia en local. 
4. El sistema desa el fitxer en el directori especificat per 
l’usuari. 
 
Escenari alternatiu - Visualitzar arxiu: l’usuari escull visualitzar l’arxiu en compte de 
guardar la copia en local. 













Precondició L’usuari està consultant els resultats de les execucions.  
L’informe s’ha generat. 
Postcondició  
Escenari principal 
1. L’usuari selecciona l’informe. 
2. El sistema mostra un diàleg en el navegador perquè l’usuari 
esculli l’opció de descarregar o visualitzar. 
3. L’usuari escull descarregar i selecciona la ruta desitjada per 
guardar la copia en local. 
4. El sistema desa el fitxer en el directori especificat per l’usuari. 
Escenari alternatiu - Visualitzar arxiu: l’usuari escull visualitzar l’arxiu en compte de 
guardar la copia en local. 
3.a.  El visualitza l’arxiu. 
 





Es consulten els errors que ha pogut generar l’execució. 
 
Actors Usuari 





Postcondició Per a cada error que s’ha produït es mostra l’actor del flux de treball 
que l’ha produït i un missatge que descriu l’error generat. 
Escenari principal 
1. Per a cada error que s’ha produït es mostra l’actor del flux 











Es vol aturar una execució que està corrent al sistema. 
 
Actors Usuari 
Precondició L’usuari està consultant els resultats de les execucions.  
L’execució que selecciona ha d’estar en estat “executant”. 
Postcondició Es canvia l’estat de l’execució a finalitzada i es posa la data de 
finalització. 
Escenari principal 
1. L’usuari selecciona l’execució que vol aturar. 
2. El sistema demana la confirmació per aturar-la. 
3. L’usuari confirma l’acció. 
4. El sistema atura l’execució. 
  
  





Es crea un arxiu per permetre monitoritzar les dades de diferents 




Precondició L’usuari a escollit un projecte. 






1. El sistema llista els fluxos de treball del projecte actual. 
2. L’usuari selecciona un flux de treball. 
3. El sistema mostra les sortides i els paràmetres del flux de 
treball escollit. 
4. L’usuari selecciona les sortides i els paràmetres que vol que 
es mostrin a l’arxiu resultant i confirma la generació de 
l’arxiu. També pot escollir un interval temporal, aquest 
interval pot ser: 
     -  A partir d’una data inicial (interval acotat inferiorment). 
     -  Fins a una cerca data (interval acotat superiorment). 
     -  Interval tancat de dates. 
5. El sistema genera l’arxiu CSV i ofereix la possibilitat de 
descarregar-lo o de visualitzar-lo 
 





Es modifica les dades que formen part del perfil de l’usuari. 
 
Actors Usuari 
Precondició L’usuari ha iniciat sessió al sistema. 
Postcondició Es modifiquen les dades de l’usuari amb les noves dades que 
introdueix. 
Escenari principal 
1. El sistema mostra totes les dades de l’usuari: nom, 
cognoms, codi, e-mail, comentaris, si es administrador  o 
no, nom d’usuari, contrasenya i la possibilitat de posar una 
nova contrasenya. 
2. L’usuari modifica les dades i confirma. 
3. El sistema modifica les dades de l’usuari. 
Escenari alternatiu  
 












Precondició L’usuari ha iniciat sessió al sistema. 
Postcondició Es canvia l’idioma actual de la sessió que té oberta l’usuari. 
Escenari principal 
1. L’usuari selecciona l’idioma que vol establir com a idioma 
actual i confirma el canvi. 
2. El sistema fa efectiu el canvi que es mostra en temps real. 
5.1.3.2  
 





L’usuari vol consultar totes les planificacions que s’han donat d’alta 
en el projecte actual. 
 
Actors Usuari 
Precondició L’usuari a escollit un projecte. 
Postcondició Es mostren a l’usuari totes les planificacions del projecte actual. 
Escenari principal 
1. El sistema mostra totes les planificacions del projecte 
actual. 
Escenari alternatiu 4.a. Extensions:  
- Modificar planificació (C9) 
- Eliminar planificació (C10) 
 
5.1.3.3  
5.1.3.4 Casos d’us de l’administrador 
 





Es mostren tots els projectes que actualment estan actius al sistema 






Precondició L’usuari ha iniciat sessió al sistema amb el rol d’administrador. 
Postcondició  
Escenari principal 
1. El sistema mostra tots els projectes que actualment estan 
actius en el sistema. 
 
 





Es dona d’alta un projecte al sistema 
Actors Administrador 
Precondició L’usuari a iniciat Gestió de projectes (CA1) 
Postcondició Es dona d’alta un projecte en el sistema i, si en té, tots els fluxos de 
treball associats. 
Escenari principal 
1. L’usuari introdueix les dades del projecte: nom, codi, 
descripció i observacions.  Confirma l’alta. 
2. El sistema dona d’alta el projecte. 
 
Escenari alternatiu 1.a. Extensions:  
- Consultar Alta flux de treball (C) 
- Consultar Modificar flux de treball (C) 
- Consultar Eliminar flux de treball (C) 
 
- Nom no únic: ja existeix un flux de treball amb el mateix nom. 
2.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 
-Codi no únic: ja existeix un flux de treball amb el mateix codi. 




Id-Nom CA3 – Modificar projecte 
  








Precondició L’usuari a iniciat Gestió de projectes (CA1) 
Postcondició Es modifiquen les dades del projecte amb les noves dades 
introduïdes pel usuari. 
Escenari principal 
1. El sistema mostra totes les dades del projecte que l’usuari a 
seleccionat: nom, codi, descripció, observacions i fluxos de 
treball associats. 
2. L’usuari modifica les dades i confirma. 
3. El sistema modifica les dades del projecte. 
 
Escenari alternatiu 1.a. Extensions:  
- Consultar Alta flux de treball (C4) 
- Consultar Modificar flux de treball (C5) 
- Consultar Eliminar flux de treball (C6) 
 
- Nom no únic: ja existeix un projecte amb el mateix nom. 
2.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 
-Codi no únic: ja existeix un projecte  amb el mateix codi. 










Es dona de baixa el projecte del sistema. 
Actors Administrador 
Precondició L’usuari a iniciat Gestió de projectes (CA1) 
Postcondició Es modifica l’estat del projecte i aquest passa a estar inactiu. 
D’aquesta manera no s’eliminen les dades del projecte sinó que 






1. L’usuari selecciona eliminar el projecte. 
2. El sistema demana confirmació a l’usuari. 
3. L’usuari confirma l’eliminació del projecte. 
 
Escenari alternatiu - L’usuari cancel·la l’acció: L’usuari no confirma l’eliminació del 
projecte. 
2.a.  Acaba el cas d’us. 
 
 





Es dona d’alta un flux de treball i s’associa al projecte seleccionat. 
Actors Administrador 
Precondició L’usuari a iniciat Alta projecte o Modificar Projecte. 
Postcondició Es dona d’alta el flux de treball i s’associa al projecte seleccionat. 
Escenari principal 
1. L’usuari indica l’arxiu corresponent del flux de treball. 
2. El sistema carrega l’arxiu, processa el flux de treball i mostra 
els seus paràmetres i sortides. 
3. L’usuari modifica les dades per configurar els paràmetres (si 
es visible, del sistema o de tipus arxiu) i introdueix les dades 
del flux de treball (nom, codi, descripció i observacions) i 
confirma l’alta. 
 
Escenari alternatiu - Arxiu no vàlid: l’extensió del arxiu no és correcta. 
1.a.  S’indica a l’usuariamb un missatge d’error, es torna al pas  
 
- Flux de treball amb format incorrecte: el format del flux de treball 
no compleix els requisits demanats. 
1.a.  S’indica a l’usuariamb un missatge d’error, es torna al pas  
 
- Nom no únic: ja existeix un flux de treball amb el mateix nom. 
2.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 
-Codi no únic: ja existeix un flux de treball amb el mateix codi. 












Es modifiquen les dades del flux de treball. 
Actors Administrador 
Precondició L’usuari a iniciat Alta projecte o Modificar Projecte. 
Postcondició Es modifiquen les dades del flux de treball 
Escenari principal 
1. L’usuari modifica les dades per configurar els paràmetres (si 
es visible, del sistema o de tipus arxiu) i introdueix les dades 
del flux de treball (nom, codi, descripció i observacions) i 
confirma l’alta. 
 
Escenari alternatiu - Nom no únic: ja existeix un flux de treball amb el mateix nom. 
2.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 
-Codi no únic: ja existeix un flux de treball amb el mateix codi. 
2.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 
 





Es dona de baixa el flux de treball del sistema. 
Actors Administrador 
Precondició L’usuari a iniciar Alta projecte o Modificar projecte. 
Postcondició Es modifica l’estat del flux de treball i aquest passa a estar inactiu. 
D’aquesta manera no s’eliminen les dades del flux sinó que aquest 
queda ocult al usuari. 
Escenari principal 
1. L’usuari selecciona eliminar el flux de treball. 
2. El sistema demana confirmació al usuari. 






Escenari alternatiu - L’usuari cancel·la l’acció: L’usuari no confirma l’eliminació de la 
planificació. 
     2.a.  Acaba el cas d’ús. 
 





Es mostren tots els usuaris que estan actius en el sistema. 
Actors Usuari 
Precondició L’usuari ha iniciat sessió al sistema amb el rol d’administrador. 
Postcondició  
Escenari principal 
1. El sistema mostra tots els usuaris que estan actius al 
sistema. 
 
Escenari alternatiu 1.a. Extensions:  
- Consultar Alta usuari (C8) 
- Consultar Modificar usuari (C9) 
- Consultar Eliminar usuari (C10) 
 
 





Es dona d’alta un usuari en el sistema 
Actors Usuari 
Precondició L’usuari a iniciat Gestió d’usuaris (CA7) 
Postcondició Es dona d’alta un usuari en el sistema 
Escenari principal 
1. L’usuari introdueix les dades necessàries per donar d’alta al 
usuari:  nom, cognoms, e-mail, comentaris, si es 
administrador o no, i nom d’usuari. Confirma l’alta. 





benvinguda al sistema indicant el seu nom d’usuari i la seva 
contrasenya, generada aleatòriament. 
 
Escenari alternatiu - Nom d’usuari no únic: ja existeix un usuari amb el mateix nom 
d’usuari. 
1.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 
-Codi no únic: ja existeix un usuari amb el mateix codi. 
2.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 
 





Es modifiquen les dades de l’usuari 
Actors Usuari 
Precondició L’usuari a iniciat Gestió d’usuaris (CA7) 
Postcondició Es modifiquen les dades de l’usuari 
Escenari principal 
1. El sistema mostra les dades de l’usuari seleccionat: nom, 
cognoms, e-mail, comentaris, si es administrador o no,  nom 
d’usuari i si es vol reiniciar la contrasenya o no. 
2. L’usuari modifica les dades mostrades i confirma les 
modificacions. 
3. El sistema modifica les dades de l’usuari. Si l’usuari a escollit 
reiniciar la contrasenya el sistema envia un e-mail a 
l’usuariindicant –li una nova contrasenya generada 
aleatòriament. 
 
Escenari alternatiu - Nom d’usuari no únic: ja existeix un usuari amb el mateix nom 
d’usuari. 
1.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 
-Codi no únic: ja existeix un usuari amb el mateix codi. 
2.a.  El sistema mostra un missatge d’error. Es torna al pas 1. 
 









Es dona de baixa l’usuari en el sistema. 
Actors Usuari 
Precondició L’usuari a iniciat Gestió d’usuaris (CA7) 
Postcondició Es modifica l’estat de l’usuari i aquest passa a estar inactiu. 
D’aquesta manera no s’eliminen les dades de l’usuari sinó que 
aquest queda ocult al usuari. 
Escenari principal 
1. L’usuari selecciona eliminar l’usuari. 
2. El sistema demana la confirmació de l’acció. 
3. L’usuari confirma l’eliminació de l’usuari. 
Escenari alternatiu: - L’usuari cancel·la l’acció: L’usuari no confirma l’eliminació de 
l’usuari. 
     2.a.  Acaba el cas d’ús. 
 





S’assignen usuaris a projectes perquè els puguin escollir i treballar 
amb ells. 
Actors Usuari 
Precondició L’usuari a iniciat Gestió d’usuaris (CA7) 
Postcondició Els usuaris queden assignats al projecte. 
Escenari principal 
1. Es llisten els projectes actius del sistema. 
2. L’usuari escull un projecte per realitzar les assignacions. 
3. Es mostren els usuaris assignats al projecte i la resta 
d’usuaris del sistema que no ho estan. 
4. L’usuari selecciona els usuaris que vol assignar o dessasignar 
i confirma. 
5. El sistema guarda les assignacions. 
  
  
Id-Nom CA13 – Consultar registre del sistema 
  







tant d’informació com d’error. 
Actors Usuari 
Precondició L’usuari ha iniciat sessió al sistema amb rol d’administrador. 
Postcondició  
Escenari principal 
1. L’usuari selecciona les opcions del filtre per tal de cercar els 
resultats que vol. Pot filtrar per: usuari, acció, IP o per tots 
tres. També pot escollir pel tipus de log (informació o error) 
i pot seleccionar un interval de dates: a partir d’una data 
inicial, abans d’una data final, o entre dues dates. Finalment 
confirma la cerca. 
2. El sistema mostra totes les accions que compleixen les 



























5.2 Model conceptual 
 
Una vegada descrits casos d’ús, podem donar passar a la realització del model 
conceptual i a la redacció de les seves restriccions d’integritat5. 
Un model conceptual és la representació dels conceptes significatius en el domini del 
problema; és l’artefacte més important que es crea durant la fase d’anàlisi. En aquest, 
es mostren: 
 Classes d’objectes. 
 Associacions entre classes d’objectes. 
 Atributs de les classes d’objectes. 
 Restriccions d’integritat. 
 
Val a dir en aquest punt que un model conceptual, o model de domini, és un 
representació de les classes conceptuals del món real, no de components software. No 
es tracta d’un conjunt de diagrames que descriuen classes software, o altres objectes 
software amb responsabilitats. 
Tot seguit s’exposen les restriccions textuals del model: 
1. Donada una execució d'un usuari, el flux de treball  ha de ser del projecte on hi 
està assignat. 
2. L’usuari que executa un diagrama ha d’estar assignat al projecte al qual pertany 
el diagrama de flux. 
3. El valor d'un paràmetre per una execució només es pot donar si aquest 
paràmetre pertany al mateix flux de treball que al de l'execució. 
4. El resultat d'una sortida per una execució només es pot donar si aquesta 
sortida pertany al mateix flux de treball que al de l'execució. 
5. La data de creació d'un flux de treball en un projecte ha de ser posterior a la 
data de creació d'un projecte. 
6. La data d'una execució d’un flux de treball ha de ser posterior a la data de 
creació del flux de treball executat. 






Una vegada s’ha analitzat i concretat què és un model conceptual passem a veure quin 
ha estat el que desenvolupat 
 








Restriccions d'integritat textuals: 
 
 Donada una execució d'un usuari, el flux de treball  ha de ser del projecte on hi 
esta assignat. 
 L’usuari que executa un diagrama ha d’estar assignat al projecte al qual pertany 
el diagrama de flux. 
 El valor d'un paràmetre per una execució només es pot donar si aquest 
paràmetre pertany al mateix flux de treball que al de l'execució. 
 El resultat d'una sortida per una execució només es pot donar si aquesta 
sortida pertany al mateix flux de treball que al de l'execució. 
 La data de creació d'un flux de treball en un projecte ha de ser posterior a la 
data de creació d'un projecte. 
  La data d'una execució d’un flux de treball ha de ser posterior a la data de 
creació del flux de treball executat. 




















6 Disseny del sistema 
 
A l’especificació s’ha descrit el sistema des del punt de vista funcional, és a dir, s’ha 
respost amb tot detall sobre què fa el sistema centrant-nos ens les funcionalitats que 
ofereix, les dades que se li han de proporcionar i les dades que retorna com a resultat. 
Tot això de manera independent de la tecnologia. 
 Ara ho tractarem des d’una altra perspectiva i ens preguntarem el com, com ho fem? 
Es parteix del resultat de l’especificació per tal d’acabar produint un disseny de les 
dades, un disseny arquitectònic, un disseny de la interfície i un disseny dels 
components. Així, en aquest capítol s’aniran construint tots els models necessaris per a 
definir com s’han de fer les coses per tal d’assolir els requeriments del sistema. 
Tal i com s’explica a *(20)+ i a *Pre02+, el disseny de sistema d’informació és l’activitat 
d’aplicar diferents tècniques i principis amb el propòsit de definir un sistema amb el 
suficient detall per permetre la seva construcció o implementació posterior.  
En un primer moment es definirà l’arquitectura del sistema tot estudiant al detall les 
seves necessitats. Posteriorment, després d’haver escollir el patró arquitectònic de 
tres capes com es s’explicarà al apartat d’arquitectura, es passarà a especificar cada 
capa per separat.  
 
6.1 Arquitectura general del sistema 
 
A l’hora de prendre decisions sobre l’arquitectura hi ha una sèrie de premisses que es 
tenen en compte ja que són requisits propis del sistema, o bé restriccions explicites del 
projecte que s’han tractat en punts anteriors. D’aquesta manera es tindran en compte 





 El sistema que es pretén dissenyar és un prototip, el que es pretén és que sigui 
un punt de partida, dit d’una altra manera, ha de ser un sistema amb una base 
prou sòlida perquè sigui ampliable, reusable i faciliti en tot moment la 
canviabilitat. Per tant, el grau d’independència i d’acoblament dels seus 
components ha de ser el mínim possible. Això facilitarà una escalabilitat 
funcional. 
 Simplicitat, no utilitzar models complexos. S’han de buscant solucions 
adaptades a la complexitat del problema a resoldre. 
 Basada en fonaments i estàndards oberts: es busca la independència respecte a 
tecnologies propietàries o productes específics de fabricants. Les bases 
fonamentals del desenvolupament es basen en conceptes “universals”, 
agnòstics respecte a proveïdors tecnològics: orientació a objectes, patrons, 
arquitectures estàndards, etc. 
 Potenciació de la utilització de solucions de codi obert contrastades, tant  pel 
mercat com per projectes acadèmics. 
 Adaptable a diverses metodologies de desenvolupament: es vol tenir en 
compte que els components tinguin el màxim grau d’independència entre ells 
per tal de que la repartició de la feina dintre del equip sigui lo més eficaç i 
flexible possible. 
 
L’arquitectura del software és el disseny de més alt nivell de l’estructura d’un sistema 
(20). Un cop es defineix l’arquitectura s’ha definit la base sobre la qual es dissenyarà 
tot el sistema. Per tant, l’elecció de l’arquitectura i les decisions que es prenen en 
aquest punt són de vital importància ja que proporciona la base conceptual per al 
disseny, el desenvolupament, la implantació i el posterior manteniment de tot el 
sistema. 
  
Per tal d’obtenir una decisió encertada en l’elecció de l’arquitectura hem d’estudiar i 







6.1.1 Model de programació 
Amb el model de programació establim com s’ha de programar. Utilitzarem el 
paradigma d’orientació a objectes.  El nostre principi serà: Separation of Concerns 
(SoC). Aquest principi afirma que:  
“A given problem involves different kinds of concerns, which should be identified and 
separated to cope with complexity, and to achieve the required engineering quality 
factors such as robustness, adaptability, maintainability and reusability”(20) . 
 
6.1.2 Model de distribució 
 
Amb el model de distribució el que establim és com distribuïm tot allò que es 
programa, el sistema en si. El model de distribució s’ha de mirar des de dues 




En el nostre cas optem per una arquitectura Client/Servidor 3-capes web. Aquesta 
decisió s’ha pres en base a tot el conjunt de requisits anteriorment especificats.  
 
Avantatges obtinguts  i requisits que es compleixen amb aquesta elecció: 
 Mantenibilitat: els canvis en el codi no han de propagar-se per tot el sistema.  
 Reusabilitat: els components s'haurien de poder reutilitzar i reemplaçar per 
implementacions alternatives.  
 S’aconsegueix un acoblament baix entre capes, que permeti el seu 
reemplaçament per tecnologies alternatives. 
 Portabilitat a altres plataformes.  
 
Desavantatges que té aquest tipus d'arquitectura:  
 Pèrdua d’eficiència  





 Dificultat en establir la granularitat i el nombre de capes  
 
Per tal de millorar encara més la independència entre capes s’utilitzarà la programació 
amb interfícies. El que permet la programació per interfícies es que la comunicació 
d’una capa amb la seva capa adjacent queda determinada per un conjunt de 
contractes on s’especifica com s’ha de cridat sense importar com està implementat. 
D’aquesta manera un contracte pot tenir tantes implementacions diferents com es 











Figura 6-1 Arquitectura del sistema en tres capes 
Perspectiva física 
 
En primer lloc hem d’entendre la importància de la perspectiva física. El disseny de 
l’arquitectura física engloba  un conjunt de decisions a nivell de hardware, xarxes y 
components software que componen el sistema. S’ha de trobar la millor combinació 
possible per tal de que el resultat s’adapti plenament als requeriments del sistema i 
que al mateix temps respecti les limitacions tècniques i econòmiques del projecte. 
 
Capa de presentació 
Capa de negoci 










Restriccions físiques, financeres i organitzatives que afecten a la presa de decisions 
 
En quan aquest tipus de restriccions hem de tenir en compte a qui i a on va destinat el 
sistema. Com s’explica anteriorment, el sistema va destinat a petites i mitjanes 
empreses o organitzacions que possiblement tinguin un recursos limitats tant en 
infraestructura com en pressupost.  Per quest motiu es tindrà en compte que el més 
segur és que l’empresa tingui un servidor central on es desplegarà l’aplicació. En cas de 
no disposar d’aquest s’haurà de fer la inversió corresponent. 
Les restriccions financeres són mitigades amb el fet d’utilitzar software de codi obert ja 
que els costos de software propietari desapareixen per complet i només es 
considerarien costos a nivell de hardware. 
Un altre factor important es la complexitat del desplegament de l’aplicació. Es vol que 
sigui lo més senzill possible i que d’aquesta manera es minimitzin els costos 
d’implantació. 
Un cop valorats tots els aspectes que s’ha hagut de tenir en compte s’està en 
disposició de decidir que el patró arquitectònic escollit per dissenyar l’arquitectura 
física és el patró Single Server (21). 
A continuació es detallen les característiques del patró escollit, tot tenint en compte 
tant aspectes positius com negatius: 
 Rendiment: el rendiment depèn completament de la configuració del 
servidor: velocitat CPU, memòria disponible, temps d’accés a disc, etc.  
 
 Disponibilitat del sistema: al estar l’aplicació allotjada en un únic 
servidor tots els elements software i hardware del sistema tenen un 
únic punt de fallada. Si falla aquest punt tot el sistema falla. Aquest 
aspecte negatiu pot ser disminuït afegint aspectes redundants de 
hardware, com múltiples CPU o rèpliques de discs, i mitjançant la 






 Manteniment de l’estat: no hi ha problema en cap de les tres 
possibilitats d’emmagatzemar dades de l’usuari (client, servidor o base 
de dades). 
 
 Seguretat: és un dels aspectes de la configuració més crítics ja que si un 
atacant aconsegueix trencar el firewall i el servidor pot accedir a la base 
de dades del sistema perquè està allotjada en la mateixa màquina. 
 
 Cost: el cost d’aquesta opció es el menor de totes ja que no és necessari 
cap paral·lelisme massiu, envers altres opcions de patrons 
arquitectònics contemplats (Separate Database, Replicated Web Server, 
Separate Script Engine i Application Server) (21) . 
 




Figura 6-2 Arquitectura física del sistema 
 
Relació entre la perspectiva física i lògica. Capa de presentació distribuïda.  
 
Una part de la capa de presentació s'executarà en el navegador: descarregues i 





s'executarà al servidor: generació de les vistes, gestió de la navegació, interacció amb 




Alternatives de disseny. Aplicacions web J2EE  
 
Un dels requisits del sistema és que el llenguatge de programació fos Java, per tant 
l’arquitectura pren com a base l’arquitectura de Java. Arribats a aquest punt ja està 
l'arquitectura bastant definida. Ens basem en els criteris establerts anteriorment per 
escollir entre dos tipus d'arquitectura: la lleugera o la pesada. L'elecció d'una 
arquitectura o una altra es decideix bàsicament pel model de distribució escollit. El 
model de distribució local o distribuït marca la separació entre dos tecnologies: 
contenidors lleugers i EJBs. Abans ja ha quedat clar que s’utilitzava el patró 
arquitectònic Single Server, tot i així ho justificarem des de una altra perspectiva, la 
tecnològica. 
Arquitectura lleugera: no utilitza EJB de cap tipus i pot ser explotada mitjançant 
contenidors de Servlets, com Apache Tomcat. Representa el cas més general i 
avarca un ampli ventall d'aplicacions que compleixen algunes de les següents 
característiques:  
-  Necessitats transaccionals senzilles.  
-  No necessitat de distribució de components ni separació física de les capes.  
- Aplicacions purament web.  
- Requeriments mitjans o baixos de rendiment que no demandin models de 
tolerància a errors complexos (clustering)  
Arquitectura pesada: les necessitats que poden portar a aquest tipus 
d'arquitectura són les següents.  
-  Necessitats transaccionals complexes que involucrin diferents motors de base 
de dades .  
- Necessitat de la separació física de les capes del sistema (model distribuït)  
- Requeriments d'alt rendiment amb condicions grans de tolerància a errors que 
requereixin serveis únicament proporcionats per contenidors EJB.  
 
Deixant a banda les consideracions tecnològiques s'ha de dir que en general s'ha de 





demanats. Si sembla que algun requeriment implica l'ús del model pesat ha 
d’analitzar-ne cuidadosament i analitzar totes les possibles opcions i alternatives. El 
model lleuger té una complexitat més baixa.  
 
En conclusió, pel nostre sistema optem per un model lleuger sense EJB i utilitzarem 
com a contenidor on desplegar l’aplicació Apache Tomcat. 
 
6.1.3 Seguretat 
6.1.3.1 Seguretat en l'entorn web 
Donada la naturalesa de la plataforma, accessible via web i susceptible a transferir 
dades confidencial entre el client i el servidor, és necessari establir seguretat en la 
transmissió de la informació entre el client i el servidor. Per tant, qualsevol dada 
transmesa entre client i servidor no podrà ésser desxifrada per un tercer. 
La complexitat dels algorismes criptogràfics fa pràcticament impossible desxifrar-ne el 
contingut. Estàndards de xifrat com el RSA fa que es necessitessin milions d'anys per 
obtenir la clau necessària utilitzant la força bruta d'un ordinador. 
SSL (Security Socket Layer) 
És una tecnologia que permet al navegadors i servidors web comunicar-se a través 
d'una connexió segura. Això significa que les dades enviades són encriptades per un 
costat, transmeses i desencriptades per l'altre costat abans de processar-se. En un 
procés bidireccional, és  dir, tant el servidor com el navegador encripten tot el tràfic de 
dades abans d'enviar-les. El protocol s’implementa a nivell de al capa de transport. 
Un altre aspecte del protocol SSL és l'autenticació. Durant el establiment de la 
comunicació cap a un servidor web, a través d'una connexió segura, es presentaran al 
navegador web un conjunt de credencial  en forma de “certificat”. Aquest certificat és 










Per implementar SSL, un servidor web ha de tenir associat un certificat per cada 
interfície que accepti connexions segures, és a dir, un certificat per cada adreça IP que 
tingui el servidor. La teoria darrera d'aquest disseny es que el servidor ha de proveir 
algun tipus de seguritat que el seu propietari és en realitat el que el client pensa 
(especialment per informació confidencial). 
Un certificar és signat criptogràficament pel seu propietari i és extremadament difícil 
per un altre desxifrar-ho. Per llocs que estan involucrats amb el e-commerce o 
qualsevol transacció comercial, per exemple, on la autentificació de la identitat és 
important, el certificat és comprat a una Autoritat Certificadora (Certificate Authority, 
CA) com Verisign o Thawte. Com els certificats poden ser verificats electrònicament, la 
CA respondrà per l'autenticitat del certificat que ha emès. Per tant, es pot creure que 
el certificat és vàlid si es confia en la CA que l'ha emès. 
En molts casos, com en el projecte que ens ocupa, l'autentificació no és realment un 
impediment. Un administrador només pot voler assegurar que les dades que es 
transmeten són rebudes i enviades pel servidor en mode segur i, per tant, ningú pot 
veure el contingut d'aquestes dades transmeses entre el client i el servidor. 
Un certificat auto-signat no està oficialment registrat per ninguna autoritat 
certificadora coneguda: no es pot garantir totalment la seva autenticitat.  
En el nostre cas, la nostra aplicació tindrà un certificat auto-signat per garantir la 
confidencialitat de les dades que es transmeten entre el client i servidor. 
 
6.1.3.2 Seguretat en la base de dades 
La seguretat de la base de dades radica ens els permisos de l’usuari que s’utilitza per 
llegir i modificar-la, així com les dades que s’utilitzen per modificar-la. En 
conseqüència, haurem de tenir en compte dos punts: 
 Comprovació i validació de les dades que s’insereixen. 
 Rol i permisos de l’usuari que s’utilitza per accedir a la base de dades 







Respecte al rol i el permisos d’usuari actuarem seguint aquestes pautes: 
- L’usuari que s’utilitzi per l’accés a la base de dades no haurà de ser 
l’administrador del sistema gestor de base de dades. 
- Els permisos assignats a aquest usuari hauran d’ésser els indispensables per 
acomplir les funcionalitats del sistema. 
 
6.2 Capa de presentació 
Els detalls del disseny de la capa de presentació estan en el PFC d’en Carlos Castañé 






















6.3 Capa de domini 
La capa de negoci, també coneguda com a capa de domini, és la que manté tota la 
lògica i les regles de negoci.  
Té com a funció validar les dades pel costat del servidor, realitzar operacions i càlculs 
amb les dades. També té una funció mediadora: actua tant amb la capa de 
presentació, responent a les seves peticions com realitzant peticions a la capa de 
dades. 
En el patró Controlador de Cas d’Ús, s’associa un controlador cas d’ús a cada cas d’ús 
definit al sistema. A continuació, es mostrarà alguns exemples de l’aplicació del patró 
mostrant, per alguns casos d’ús, l’aspecte estàtic i el contracte de les operacions.  
 
6.3.1 Controlador Registre Sistema 
6.3.1.1 Aspecte estàtic 
 
 
Figura 6-3 Aspecte estàtic controlador registre del sistema 
 
6.3.1.2 Contracte de les operacions 
 
context cercar(dadesFiltre:DContingutDadesFiltreRegiste): List<Log> 
pre: dadesFiltre conté totes els filtres de la cerca validats correctament 
post: result= Tots els registres d’accions que concorden amb el filtre indicat per dadesFiltre 








6.3.2 Controlador Executar Diagrama de flux 
6.3.2.1 Aspecte estàtic 
 
 
Figura 6-4 Aspecte estàtic controlador executar diagrama de flux 
6.3.2.2 Contracte de les operacions 
 
context llistarWorkflowsProjecte(): List<Worflow> 
pre: - 
post: result= Conté tots els diagrames de flux dins el projecte identificat com ProjecteId 
(atribut del controlador) 
 
context afegirNotificacio(not:Notificacio) 
pre: not és una notificació vàlida 


















post: result= La planificació plan s’ha afegit a l’execució del diagrama de flux 
context obtenirPlanificacio():Planificacio 
pre: - 




post: result= S’ha eliminat la planificacio de l’execució del diagrama de flux 
 
context tePlanificacio(): booleà 
pre: - 
post: result= Cert, si l’execució té una planificació associada. Fals, altrament. 
context teNotificacio(): booleà 
pre: - 
post: result= Cert, si l’execució té una notificació associada. Fals, altrament. 
 
 
6.3.3 Controlador Monitorització 
6.3.3.1 Aspecte estàtic 
 
 
Figura 6-5 Aspecte estàtic del controlador monitorització 









post: result= Conté tots els diagrames de flux que estan a dins del projecte identificat per 




pre: idFluxTreball és un identificador vàlid de diagrama de flux 
pre: idFluxTreball és un identificador vàlid de diagrama de flux que està a dins del projecte 
identificat per ProjecteId 
post: result= Conté tots les sortides del diagrama de flux identificat per idFluxTreball que està 




pre: idFluxTreball és un identificador vàlid de diagrama de flux 
pre: idFluxTreball és un identificador vàlid de diagrama de flux que està a dins del projecte 
identificat per ProjecteId 
post: result= Conté tots els paràmetres del diagrama de flux identificat per idFluxTreball que 





post: result= S’ha creat un arxiu que conté la monitorització dels paràmetres i les sortides del 















6.3.4 Controlador Consultar Resultats 
6.3.4.1 Aspecte estàtic 
 
Figura 6-6 Aspecte estàtic controlador cerca de resultats 
6.3.4.2 Contracte de les operacions 
 
 
context cercar(dadesFiltre:DContingutFiltre, idProjecte: enter) :  List<DConsultarExecucions> 
pre: idProjecte és un identificador de projecte vàlid 









context aturarExecucio(int ExecucioID) 
pre: ExecucioID és un identificador d’execució vàlid 












6.4 Capa de persistència 
 
6.4.1 Introducció  
Pràcticament totes les aplicacions (sinó totes), necessiten accés a dades persistents. La 
gran quantitat de dades presents en la societat de la informació fa que, junt amb la 
necessitat d'emmagatzemar-la per futures consultes, fa que la memòria pròpia d'una 
màquina física (volàtil i limitada en l'espai) no compleixi les condicions per satisfer els 
requeriments. 
 
La majoria d'aplicacions per les organitzacions necessiten i escullen treballar amb 
bases de dades relacionals, les quals representen el paradigma de 
l'emmagatzemament de dades persistents. Les bases de dades relacionals, com el seu 
nom diu, estan basades en el model relacional. Basat en la lògica de predicats i la 
teoria de conjunts és actualment el model més utilitzat per representar i modelar 
problemes reals i per l'administració de la base de dades. La idea fonamental parteix 
de l'ús de relacions, on lògicament son representades per un conjunt de dades,  o 
també dit tupla. Evidentment, seguint la teoria de conjunts, a les relacions es poden 
aplicar les operacions comuns dins l’àlgebra relacional, com poden ser la projecció, el 
producte cartesià, etc. 
 
Tot i ser el model relacional (i les bases de dades relacionals) el camí a seguir ens 
trobem amb un problema important: com emmagatzemar els objectes de negoci; 
convertir-los per poder-los adaptar al model relacional abans descrit. Hi han bases de 
dades orientades a objectes per facilitar-nos la feina? La resposta és si. Tot i així, pocs 
projectes i aplicacions ho utilitzen, donada la poca penetració en el mercat  de les 
bases de dades orientades a objectes. Desafortunadament, des d'una perspectiva 
tècnica, les bases de dades orientades a objectes no han tingut un acceptació 
important, el qual ens la fa descartar per l'elaboració d'aquest projecte. Per tant, les 
bases de dades necessàries per la realització d'aquest projecte, seguiran el model 






La barrera entre el codi d'una aplicació orientada o objectes pot ser gran respecte als 
conceptes dels sistemes gestors de bases de dades (SGBD), fent-la difícil de superar. El 
accés a les dades conté una part molt important de la totalitat del codi en una 
aplicació web típica com el projecte que ens ocupa, així com una part molt gran de la 
complexitat i esforç del projecte. 
 
Hi han moltes maneres d'accedir a les dades, així que una mala decisió pot portar a 
que tota l'aplicació falli: que la complexitat es dispari, tingui un rendiment pobre o no 
sigui escalable.  
 
En aquest (llarg) capítol explicarem quina estratègia per accedir a les dades hem 
accedit, justificant-la i, sobretot, una aspecte que moltes vegades que oblidat, les 
implicacions que ha tingut escollir una estratègia determinada. 
 
6.4.2 Estratègies habituals de persistència de les dades 
Abans d'entrar pròpiament en l'estratègia escollida, hem hagut de valorar totes les 
diferents alternatives, d'acord a les característiques del nostre projecte. Existeix un 
ventall ampli d'estratègies d’accés  a les dades, des d'enfocaments  basats en el 
llenguatge SQL fins a enfocaments molt complexes de mapeig objecte-relacional (O/R 
mapping). 
En moltes aplicacions resulta natural treballar directament amb el model relacional, 
amb sentències SQL i parsejant els conjunts resultants segons les necessitats. Aquesta 
estratègia, que alguns autors anomenen transaction script, es basa en el següent: la 
lògica de negoci està organitzada en procediments per cada cas d'ús. 
 
Moltes aplicacions poden ser pensades com a sèries de transaccions. Una transacció 
pot voler veure informació organitzada d'una forma determinada (no modifica les 
dades), o una altra pot fer canvis en ella. Cada interacció entre el client i el sistema 
conté una certa lògica. En alguns casos, pot ser simplement mostra informació de la 






Per tant, un transaction script, organitza tota la seva lògic en un sol procediment, fent 
crides directament a la base de dades.  
 
L'ús directe d'operacions relacionals és recomanat per consultes amb agregacions i 
actualitzacions de conjunts, operacions que una base de dades relacional realitza molt 
eficientment. 
 
Un altre gran grup d'aplicacions s'enfronten a diferents requeriments: consultes 
relativament senzilles que afecten petits conjunts de files resultant, que reben 
actualitzacions selectives.  
Les entitats de dades habitualment estan mapejades mitjançant objectes persistents 
de Java (POJO) que formen el model de domini, per tant la lògica de negoci pot ser 
implementada per treballar directament amb aquests objectes en comptes de les 
taules a la base de dades i els camps directament. El terme general que s'utilitza per 
anomenar aquesta estratègia es el mapeig objecte-relació (object-relational mapping, 
O/R mapping). 
 
Aquesta estratègia té el objectiu de superar el anomenat impediment de la 
correspondència entre les aplicacions orientades a objectes i les bases de dades 
relacionals (Object-relational impedance mismatch), és a dir, com establir una 
correspondència entre un objecte del model de domini i una relació del model 
relacional. 
 
Aquest impediment ve donat entre el “abisme” entre el model relacional, basat en una 
informació normalitzada en taules i una bona base matemàtica (conjunts) i el món de 
l'orientació a objectes, basat en concepte com les classes, l'herència o el polimorfisme. 
La impossibilitat de la correspondència deriva en 5 problemes: 
 Concepte Orientació a Objectes. Es poden distingir diversos conceptes que son 
diferents entre els objectes i les relacions: 
o Encapsulació. Els programes orientats a objectes estan dissenyats amb 





amagada. Especialment, on mètodes i atributs son privats en la 
orientació a objectes a diferència de l'ús public de la base de dades. Un 
SGBD tendeix a utilitzar la protecció i els mecanismes de seguretat 
basats en rols i regles en comptes de restriccions en la interfície. 
o Invariància. El concepte d’invariant12 no es pot representar en el model 
relacional. 
o Accessibilitat. En el pensament relacional, els accessos “privats” i 
“públics” 
o Herència i Polimorfisme. Aquests concepte no són suportats pel 
sistemes gestors de bases de dades relacionals. 
 
 Diferència entre els tipus de dades. És un dels majors impediments entre el 
model orientat a objectes i el relacional, sobretot en el concepte de referència 
a un objecte o, també dit, punter a un objecte. El model relacional prohibeix 
explícitament els atributs per referència, a diferència als objectes on s'utilitza 
molt.  
 
 Diferències estructurals i d'integritat. En el model orientat a objectes és comú 
tenir varis objectes dintre d’altres, a diferència del model relacional on no és 
possible expressar aquesta encapsulació. 
 
 Diferències en la manipulació. En el model relacional totes les operacions de 
manipulació i consulta estan ben definides i limitades (basades en la teoria de 
conjunts). En canvi, el model Orientat a Objectes ofereix un ventall il·limitat, ja 
que molts mètodes son totalment personalitzats segons l’aplicació. 
 
 Diferències transaccionals. El concepte de transacció, com a unitat de treball 
atòmica (indivisible) només està present en el món de les bases de dades. 
 
                                                        
12
 Invariant: Un predica tés un inviariant si, donada una seqüència d’operacions predicat es cert quan 





Totes aquestes dificultats de reconciliació entre el model orientat o objectes i el 
relacional, dóna lloc a l’aparició d’eines que puguin solucionar (o atenuar) els 
problemes de correspondència. 
 
6.4.3 Solucions per accedir a les dades 
 
Evidentment, és possible treballar a nivell SQL utilitzant només Java, sense solucions 
de mapeig addicionals. La API JDBC per accedir a bases de dades relacionals mitjançant 
SQL està disponible des de la versió 1.1 de Java i encara segueix sent la manera més 
apropiada per accedir a les dades per moltes aplicacions. Per què és la més apropiada? 
La resposta és la eficiència.  
 
Si recordem la orientació del model relacional a treballar amb conjunts, JDBC 
proporciona la capacitat de realitzar operacions basades en conjunts, on el SQL és molt 
potent i intuïtiu d'utilitzar. JDBC no té per objectiu i, per tant, no ofereix cap visió 
orientada al objecte Java  de les dades relacionals, ja que no sacrifica la potència que 
dona treballar directament sobre la base de dades. Llavors quin/quins inconvenients 
té? 
 
JDBC és un interfície de molt baix nivell i es bastant complicat utilitzar-la bé. S'han de 
controlar i gestionar les excepcions correctament, el qual complica molt la seva 
correcta implementació. A més, es requereix un domini del llenguatge SQL per poder 
realitzar totes les operacions que es necessitin (amb la possibilitat d'error en les 
consultes o operacions de modificació). La complicada gestió de les excepcions, baix 
nivell de la interfície que requereix escriure directament sentències en SQL i, sobretot,  
el impediment de treballar directament amb els objectes ens descarten aquesta opció 
pel nostre projecte. 
 
A priori, pel nostre projecte, voldríem una estratègia de persistència que fos 
transparent, és adir, poder fer persistents els objectes sense interactuar amb el model 






L'opció d'escollir el mapeig objecte-relació pren força per tal d'implementar la nostra 
estratègia de persistència. Cal tenir en compte, però, que per implementar aquesta 
estratègia s'han d'analitzar les característiques del nostre projecte per avaluar les 
conseqüències de la seva implementació. Voler encabir totes les aplicacions en el 
paradigma objecte-relació pot ser un gran error si no es té en compte cas per cas les 
característiques de cada una. 
 
Els punts forts del JDBC són importants a l'hora de discernir la conveniència o no 
d'aplicar un mapeig objecte-relació, per tant no és recomanable aplicar aquesta 
estratègia quan s'han d'agregar conjunts o fer actualitzacions de moltes files a la 
vegada (batch updates13). 
 
Els indicadors que guien si el mapeig O/R és convenients són: 
 
 El “típic” flux de treball carregar/editar/guardar pels objectes de domini, per 
exemple, carregar un producte, editar-lo i modificar-lo a la base de dades. 
 Possiblement, els objectes por ser consultats en grans conjunts però són 
modificats i esborrats individualment. 
 Existeix la possibilitat de posar els objectes a la cache (especialment indicat en 
aplicacions web) 
 És possible un mapeig entre els objectes de domini i les taules i camps de la 
base de dades 
 No existeixen requeriments especials en termes d'optimització del SQL. De 
totes maneres, una bona solució O/R, pot oferir SQL eficient en molts casos. 
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Seguint aquestes directrius, si les apliquem al nostre projecte obtenim: 
 Tenim diferents casos d'ús que impliquen, per exemple, carregar projecte, 
editar projecte i guardar el projecte modificat. La mateixa sèrie d'accions es pot 
seguir en el cas dels diagrames de flux, planificacions, etc. 
 Es poden llistar tots els diagrames de flux d'un projecte, però es modifica o 
s'esborra un individualment. 
 La nostra és una aplicació web! Hi han molts escenaris o consultes que són 
repetitives. 
 Les classes de domini no tenen una complexitat excessiva, per tant, mitjançant 
diverses eines les podem mapejar al esquema relacional. 
 Operacions d’agregació no hi estan presents. En el cas de necessitar utilitzar 
SQL, per optimitzar algunes consultes, la eina de mapeig ens oferirà aquesta 
oportunitat. 
 
Un benefici important del mapeig O/R està en evitar la necessitat d'escriure codi JDBC 
en aplicacions per capturar les instàncies de domini. Pel típic carregar/editar/guardar 
flux de treball requereixen implementar 4 sentències: insert, select, update i delete. 
Per tant, un canvi en el nom d'un camp, requerirà quatre canvis per tal d'actualitzar 
aquests camps. 
 
Un altre benefici molt important és la persistència transparent. Les eines de mapeig 
O/R permeten carregar qualsevol número d'objectes i, automàticament, fer persistents 











6.4.4 Patrons disseny de la capa persistència 
 
6.4.4.1 Patró DAO (Data Access Object) 
6.4.4.1.1 Context 
 
Accedir a les dades depèn de la font de dades. Les fonts de dades i accedir a elles, com 
una base de dades, varia enormement depenen del tipus d’emmagatzematge (bases 
de dades relacionals, bases de dades orientades a objectes, fitxers de text pla, etc.). 
En la majoria d'aplicacions per les organitzacions es necessita utilitzar dades 
persistents en algun punt d'aquesta. La implementació de la persistència es fa 
utilitzant mecanismes diferents, comportant que les interfícies utilitzades per accedir a 
la persistència són molt diferents entre elles. 
La gran varietat de formes de persistència fa que crear potencialment una gran 
dependència entre el codi de la aplicació i el codi d'accés a les dades. Quan 
components de la capa negoci o de la capa de presentació necessiten accedir a una 
font de dades, poden utilitzar la interfície apropiada per connectar-se i manipular la 
font de dades. No obstant, aquesta tàctica introdueix un acoblament molt gran entre 
les capes ja que els components de l'aplicació i el codi d'accés a les dades no són 
independents. Aquestes dependències en al codi fa complicat migrar l'aplicació d'una 
font de dades a un altra: quan la font de dades canvia, els components necessiten ser 
canviats per adaptar-se a la nova. 
Per tant, podem extreure vàries raons que ens dirigeixen a evitar aquest acoblament 
entre capes i mantenir la independència entre la aplicació i l'accés a les dades: 
 Molts components de la capa de negoci necessiten accedir a informació 
persistent 
 Les interfícies de persistència varien segons els fabricant: a més hi han fonts de 
dades que tenen interfícies que no son estàndard i/o propietàries. Les 
interfícies i les seves capacitats depenen directament el tipus 
d’emmagatzemament (gestor de bases de dades relacionals, gestors de bases 
de dades orientades a objectes, XML, etc.).  
 La portabilitat dels components es veu directament afectada quan s'utilitzen 





 Els components necessiten ser transparents a la implementació de la 
persistència per oferir un fàcil migració entre diferents fabricants, tipus 
d’emmagatzemament i diferents tipus de dades. 
 
6.4.4.1.2 Solució: abstracció del accés a la font de dades 
 
El patró DAO permet abstraure i encapsular tot el accés a la font de dades. El DAO 
gestiona la connexió amb la font de dades per obtenir i guardar les dades. 
 
EL DAO implementa el mecanisme d'accés per treballar amb la font de dades. El 
component de negoci que delega al DAO, utilitza la interfície que exposa el DAO pels 
seus clients. En altres paraules, el DAO amaga els detalls de la implementació als 
clients que l'utilitzen. Com la interfície del DAO no canvi quan la implementació canvia, 
aquest patró permet al DAO adaptar-se a diferents esquemes d'emmagatzemament 
sense efectes als clients i, per tant, evitant l'acoblament entre les capes. 
6.4.4.1.3 Estructura 
L'estructura que representa el patró DAO és la següent: 
 
 Objecte de Negoci (Business Object). Representa qualsevol objecte de la capa 
de domini que necessiti accés la a font de dades per obtenir i guardar dades. 
 L’objecte de negoci utilitza el DAO, que no és més que una abstracció de la 
implementació del accés a les dades pel Objecte de Negoci, oferint un accés 
transparent a la font de dades. El objecte de negoci també delega les 
operacions de carregar i guardar dades al DAO.  
 Dins a patró DAO, pot també utilitzar-se el patró DTO (Data Transfer Object) 
per facilitar la transferència dels objectes entre capes per evitar el seu 
acoblament. 
 La font de dades representa la implementació de l'¡accés a ella. Una font de 
dades pot ser una base de dades relacional, base de dades orientada o 










Figura 6-7 Diagrama de classes que representa les relación que s’estableixen en el patró DAO 
  
 





















6.4.4.1.4 Conseqüències de l'aplicació del patró DAO 
 
 Habilita la transparència 
Els objectes de la capa de domini poden utilitzar les dades sense conèixer els detalls 
específics de la implementació. El accés és transparent perquè els detalls de la 
implementació estan amagats a dins del DAO. 
 
 Facilita la migració 
Una capa de DAOs fa més fàcil per una aplicació migrar a una implementació diferent 
de la base de dades, ja que la capa model no coneix la implementació subjacent. Per 
tant, la migració NOMÉS provoca canvis a la capa dels DAO. 
 
 Redueix la complexitat del codi ens els objectes de negoci 
Aquesta conseqüència ve derivada a que el DAO gestiona tota la complexitat del accés 
a les dades. Tot el codi de la implementació (com sentències SQL en cas d'utilitzar 
aquest llenguatge directament) està dins del DAO i no dins del objecte de negoci. Per 
tant, millora la lectura del codi, en el cas d'un programador. 
 
 Centralitza tot el accés de les dades en un capa separada 
Totes les operacions d'accés a les dades ara estan delegades als DAO, per tant la capa 
d'accés a les dades pot ser vista com una capa que aïlla la resta de la aplicació de la 
implementació del accés a les dades. Aquesta centralització fa la aplicació més fàcil de 
mantindre i gestionar. 
 
 Afegeix una capa més 
Quan s'expliquen les conseqüències, totes no tenen perquè ser beneficioses i 
l'aplicació del patró DAO té efectes col·laterals no beneficiosos per la aplicació. El 
primer és que el fet de crear una nova capa, fa que es necessiti dissenyar-la i 





segur que el rendiment de la aplicació es veu afectat negativament. Queda a decisió 
del dissenyador si aplicar aquest patró, encara que tot aquest esforç ofereix uns 
















Figura 6-9 Diagrama de classes d’abstracció de la persistència amb el patró DAO 
 
6.4.4.2 Patró Data Mapper 
6.4.4.2.1 Visió general del patró 
El patró Data Mapper el podem resumir en els següents punts: 
 El dissenyador defineix la correspondència entre el diagrama de classes i 
l’esquema relacional. 
 
 El Traductor de Dades manté la correspondència entre els objectes i les taules. 
 
 El Traductor de Dades s’assabenta (gairebé) automàticament de les 
modificacions fetes als objectes i les propaga a les taules. 
 
  A l’etapa de disseny, els diagrames de seqüència no  canvien 
 
 Diferents productes implementen el patró de manera diversa. Un exemple de 
producte que implementa aquest patró és Hibernate.  
 
6.4.4.2.2 Disseny patró Data Mapper 
 
L’adopció d’aquest patró, que internament implementa Hibernate, obliga a dissenyar 














La classe Session manté una sessió de treball. Podem definir una sessió de treball com 
una col·lecció d’objectes carregats a memòria: es pot contemplar com un diccionari 
genèric de dades persistents. 
Les seves instàncies es creen utilitzant el patró Fàbrica (Session Factory). En el nostre 
disseny, la classe DAOGeneralImpl (que conté la implementació del patró DAO), obté la 
sessió corresponent de treball per poder treballar amb la persistència automàtica. Dins 
la classe Session trobem els següents mètodes: 
- Mètode save: fa persistent un objecte a la base de dades 
- Mètode delete: esborra un objecte a la base de dades 
- Mètode update: actualitza un objecte a la base de dades 
- Mètode get: obté un objecte persistent a partir del seu identificador 
- Mètode flush: grava a la base de dades tots els objectes persistents a la 
sessió 
- Mètode close: tanca la sessió 
En conclusió, el disseny d’aquest patró ofereix a la nostra plataforma la possibilitat de 
la persistència transparent que s’implementarà utilitzant Hibernate. 
 
6.4.5 Etapes del disseny 
El disseny de la capa de persistència té una dependència tecnològica clara: 
 Segons les propietats que es volen assolir (requisits no funcionals) 
 Recursos tecnològics disponibles: 
o Família del llenguatge de programació 
o Família del sistema gestor de bases de dades (SGBD) 
 
Aquestes dependències determinen l’arquitectura del sistema software i els patrons 
que s'usaran. Per tant, el disseny que s'ha fet de la capa de persistència depèn del 
SGBD utilitzat. Concretament, s'ha escollit el SGBD relacional MySQL. Raons de la tria: 
 Ha de ser un SGBD relacional. Es descarten sistemes de bases de dades 
orientats a objectes o altres. 





Els llenguatges actuals d'especificació no permeten definir un comportament actiu de 
l'esquema conceptual, en canvi, els SGB sí que ho permeten. Per tant, alguns 
contractes d'especificació defineixen aspectes que el SGBD pot controlar directament. 
A disseny, es pot reassignar aquesta responsabilitat al SGBD. 
 
L’elecció d'Hibernate, justificada en l’apartat anterior, determina la nostra estratègia 
de persistència i ens porta a la generació automàtica de persistència. 
Un cop definida l’estratègia de persistència, el disseny de la capa de persistència té les 
següents etapes: 
 Traducció de l’esquema conceptual Orientat a Objectes al model relacional 
o Normalització esquema conceptual 
o Disseny lògic de la base de dades 
o Tractament de les restriccions d’integritat 
o Tractament de la informació derivada  
 Disseny de les operacions 
6.4.6 Traducció de l’esquema conceptual al model relacional 
D’acords amb l’especificació del model conceptual del domini del sistema, per 
procedir-ne a la seva traducció es procedirà a els passos esmentats en el pas anterior. 
 
6.4.6.1.1 Normalització model conceptual 
La normalització del model conceptual és el pas previ a la seva traducció al model 
relacional. L’objectiu d’aquest pas facil·litar la traducció al model relacional eliminant 
aspectes del model orientat a objectes que no es poden representar en un esquema 
relacional. Com per exemple: 
 Associacions n-àries, amb n>2 
 Classes associatives 
 
Restriccions d’integritat afegides com a conseqüència de la normalització (les 
restriccions del model conceptual es conserven): 
 No poden existir dues execucions del mateix usuari amb els mateixos 
paràmetres en una mateixa data. 





 No poden existir dos valors de paràmetres o sortides en execució amb la 
mateixa execució i el mateix paràmetre. 
 No poden existir dues accions amb el mateix usuari i la mateixa data.  




































6.4.6.1.2 Diagrama model conceptual normalitzat 
 
 







6.4.6.1.3 Disseny lògic de la base de dades 
Els elements de l’esquema conceptual s’han de traduir a components implementables 
pels SGBDs relacionals. L’esquema conceptual conté classes d’objectes mentre que els 
SGBD relacional implementen  taules relacionals del tipus taula1 (atr1,..,atrn), on atr1 
és la clau primària14 i artn és la clau forana15. 
A grans trets la traducció consistirà amb els següents passos: 
- Cada classe serà una taula 
- Les associacions entre classes d’objectes seran taules, atributs o vistes. 
- Tractar els aspectes no contemplats per les taules relacionals 
o Associacions n-àries, amb n > 2 
o Classes associatives 
o Associacions binàries *_* (molts a molts) 
o Jerarquies d’especialització (herència) 
o Identificadors interns 
o Operacions associades a les classes d’objectes 
Dins els aspectes no contemplat en el model relacional, per representar les 
associacions seguirem la següent estratègia: 
 Les relacions *_* sempre es representaran utilitzant una taula que contindrà 
els identificadors de les entitats associades. Si d'aquesta associació neix una 
classe associativa, a la taula s'afegiran els camps corresponents als atributs de 
l'associació. 
 Les relacions 1_* es representaran amb una clau forana a la entitat que estigui 
en l'extrem *. 
 En el cas de relacions que algun dels seus extrems sigui 0, farà que aquesta clau 
forana, esmentada en el cas anterior, pugui tenir un valor NULL. 
 
A la classe Planificació ens trobem una jerarquia d’especialització, que s’haurà de 
decidir com es tradueix. La traducció depèn fins a quin nivell es col·lapsa la jerarquia. 
 
                                                        
14
 Una clau primària, en el model relacional, és el identificador únic de la entitat. Una clau primària pot 
estar formada per un o diversos atributs de la taula. 
15
 Una clau forana, en el model relacional, és un o més atributs que s’utilitzen per establir i exigir un 







Opcions de traducció: 
 
Estratègia Avantatges Incovenients 
Class Table Inheritance Simple 
Canviable 
Poc eficient, ja que hi ha 
múltiples accessos per cada 
objecte 
Concrete Table Inheritance Eficient (un accés per 
objecte) 
Poc canviable (propagació de 
canvis fets a les classes 
abstactes) 




Taula 6-1 Opcions de traducció d’una jerarquia d’especialització 
La opció escollida és Single Table Inheritance, per tant, col·lapsarem la jerarquia de la 
Planificació en una sola taula.  Hem escollit aquesta opció donant prioritat a la 
eficiència, tot i que aquesta opció dóna la possibilitat a que molts camps estiguin a 
null. Actualment, el sistemes gestor de bases de dades gestionen molt millor l’espai i, 
per tant, la presència de molts null no implica una ocupació molt gran d’espai. 
 
Per traduir el model conceptual al relacional utilitzarem la següent notació: 
 En negreta la clau primària de la relació 














6.4.6.2 Disseny model relacional 
accio (id, nom_accio) 
 
entrada (id, nom, tipus, format) 
 
entrada_informe (informe_id, entrada_id) 
{informe_id és clau forana a la taula informe} 
{entrada_id és clau forana a la taula entrada} 
 
execucio (id, usuari_id, workflow_id, planificacio_id, dinici, dfinal, directori, estat) 
{usuari_id és clau forana a la taula usuari} 
{workfllow_id és clau forana a la taula worklflow} 
{planificacio_id és clau forana a la taula planificació} 
 
execucio_error (id, execucio_id, actor, missatge) 
{execucio_id és clau forana a la taula execucio} 
 
informe (id, nom, descripcio, data_creacio,ruta, versio_actual) 
 
informe_workflow (workflow_id, informe_id) 
{workflow_id és clau forana a la taula workflow} 
{informe_id és clau forana a la taula informe} 
 
 
log (id, usuari_id, accio_id, time_stamp, missatge, ip, tlog) 
{usuari_id és clau forana a la taula usuari} 
{accio_id és clau forana a la taula accio} 
 
parametre (parametre_id, workflow_id, visible, valor_defecte, nom, arxiu, sistema) 
{workflow_id és clau forna a la taula workflow} 
 
parametre_execucio (parametre_id, execucio_id,valor) 
{parametre_id és clau forana a la taula parametre} 
{execucio_id és clau forana a la taula execucio} 
 
plan_dia_setmana (planificacio_id, dia) 






planificacio (id, nom, descripcio,tipus_programacio, dtOneTime, hrOneTime, 
recurrencia, numRepeticioRec, hrDiaFreqDiaria, numRepeticioDiaria,DtIni,DtFi,activa ) 
 
projecte (id, nom_projecte, data_creacio, descripció, codi, observacions, directori, 
ocult) 
 
resultat (execucio_id, sortida_id, valor) 
{execucio_id és clau forana a la taula execucio} 
{sortida_id és clau forana a la taula sortida} 
 
sortida(sortida_id,workflow_id,nom) 
{workflow_id és clau forana a la taula sortida} 
 
usuari (id, username ,password, nom, cognom, email, administrador) 
 
usuari_projecte (projecte_id, usuari_id, actiu) 
{projecte_id és clau forana a la taula projecte} 
{usuari_id és clau forana a la taula usuari} 
 
workflow(id, nom, directori, observacions, descripcio,codi) 
 
workflow_projecte(workflow_id, projecte_id) 
{workflow_id és clau forana a la taula workflow} 



























6.4.7 Assignació de responsabilitats a la capa de persistència 
 
A partir dels casos d’ús, desglossarem les operacions necessàries per implementar-lo. 
En aquest apartat, es mostraran per cada cas d’ús les operacions, la responsabilitat de 
qual, s’assigna a la capa de persistència. 
Donada aquesta assignació, la capa de persistència es responsable de complir el 
contracte establert en l’operació. 
Totes les altes/modificacions/esborrats d’una entitat de domini s’han generalitzat en 
les operacions insertar, actualitzar i modificar que seran comunes per totes les 
entitats.  
Cas d’ús # Operació Nom Operació Persistència 
C1- Entrar al sistema 1 loginUsuari 
C2- Sortir del sistema - - 
C3- Escollir projecte 2 getProjectes 
24 getProjecte 
C4- Realitzar execució 25 getParametresWorklfow 
26 getSortidesWorkflow 
C5- Alta notificació 3 insertar 
C6- Modificar notificació 4 actualitzar 
C7- Eliminar notificació 5 eliminar 
C8- Alta planificació tasca 3 Insertar 
6 existeixPlanificacio 
C9- Modificar planificació tasca 7 actualitzarPlanificacio 
C10- Eliminar planificació tasca 8 eliminarPlanificacio 
C11- Consultar resultats 9 buscarExecucions 
C12- Consultar paràmetres execució 10 obtenirParametresExecucio 
C13- Consultar sortides execució 11 obtenirSortidesExecucio 
C14- Consultar directori de treball de 
l’execució 
- - 
C21- Descarregar arxiu - - 
C15- Descarregar directori de treball de 
l’execució 
- - 
C16- Consultar informe de l’execució 12 getInformeExecucio 





C18- Aturar una execució - - 
C19- Monitorització 9 buscarExecucions 
C20- Modificar perfil d’usuari 4 actualitzar 
C22- Canviar idioma - - 
C23- Consultar planificacions 14 getPlanUser Projecte 
15 getPlanificacio 
CA1- Gestió de projectes 16 getProjecte 
CA2- Alta projecte 3 insertar 
17 checkNomProjecte 
18 checkCodiProjecte 
CA3- Modificar projecte 4 actualitzar 
CA4- Eliminar projecte 5 esborrar 
CA5- Alta flux de treball 3 insertar 
19 comprovarNomWorkflow 
20 comprovarCodiWorkflow 
CA6- Modificar flux de treball 4 actualitzar 
CA7- Eliminar flux de treball 5 esborrar 
CA8- Gestió d’usuaris 21 getTotsUsuaris 
CA9- Alta usuari 22 existeixUsername 
23 Insertar 
CA10- Modificar usuari 4 Actualitzar 
CA11- Eliminar usuari 5 esborrar 
CA12- Assignacions a projecte 24 getTotsUsuaris 
25 getUsuarisProjecte 
CA13- Consultar registre del sistema 26 getLog 
27 getAccio 












6.4.8 Disseny de les operacions de la capa de persistència 
Mitjançant el patró DAO, s’abstrau la lògica de negoci de la implementació de la base 
de dades. En el nostre cas, Hibernate ja abstrau de la base de dades subjacent però es 
desitja que la lògica de negoci tampoc sigui conscient de l’elecció de la persistència 
automàtica. 
Un cop assignades les responsabilitats de la capa de persistència, a partir dels casos 
d’ús, dissenyarem les operacions d’acord amb el patró DAO. Hem agrupat les 




Figura 6-13 Interfíce operacions capa persistència per Projecte 
 
Contractes de les operacions 
 
context getProjectes(): List<Projecte> 
post: result= Conté tots els projectes del sistema. 
 
 
context getWorkflowsProjecte(id:enter): List<Workflow> 
pre: id és un identificador de projecte vàlid 
post: result= Conté tots els diagrames de flux que estan en el projecte identificat per id 
 
 
context getUsuarisProjecte(id:enter): List<Usuari> 
pre: id és un identificador de projecte vàlid 







context getProjecte(id:enter): Projecte 
pre: id és un identificador de projecte vàlid 







Figura 6-14 Interfíce operacions capa persistència per Usuari 
Contractes de les operacions 
 
context getTotsUsuaris(): List<Usuari> 
post: result= Conté tots els usuaris registrats al sistema 
 
 
context getProjectesUsuari(projId: enter): List<Projecte> 
pre: projId és un identificador de projecte vàlid 
post: result= Conté tots els usuaris registrats al sistema 
 
context getUsuariId(userId: enter): Usuari 
pre: userId és un identificador d’usuari vàlid 
post: result= Conté el usuari identificat per userId. 
 
 
context getExecucionsUsuari(userId: enter): List<Execucio> 
pre: userId és un identificador d’usuari vàlid 







context getExecucionsUsuari(userId: enter): List<Execucio> 
pre: userId és un identificador d’usuari vàlid 
post: result= Conté totes les execucions que ja realitzat l’usuari en el sistema 
 
 
context existeixUsername(username: String): booleà 
pre: username és una cadena de caràcters vàlida 
post: result= Si cert, l’usuari amb nom d’usuari username existeix al sistema. Si fals, l’usuari 






Figura 6-15 Interfíce operacions capa persistència per Planificació 
Contractes de les operacions 
 
context getPlanUserProjecte(projId: enter, userId: enter): List<Planificacio> 
pre: projId és un identificador de projecte vàlid 
pre: userId és un identificador d’usuari vàlid 
post: result= Conté totes les planificacions actives al sistema que l’usuari identificat amb 
userId té dins els projecte identificat amb projId. 
 
 
context actualitzarPlanificacio(projId: enter, userId: enter, plan:Planificacio): enter 
pre: projId és un identificador de projecte vàlid 
pre: userId és un identificador d’usuari vàlid 
pre: plan és una planificació vàlida 







context getPlanificacio(planId:enter): Planificacio 
pre: planId és un identificador de planificació vàlid 
post: result= Planificació identificada per planId 
 
 
context existeixPlanificacio(projId:enter,planificacio:string,planId:enter): Booleà 
pre: projId és un identificador de projecte vàlid 
pre: planId és un identificador de planificació vàlid 
post: result= Si cert, existeix una planificació amb el mateix nom i el mateix identificador dins 










Contractes de les operacions 
 
context getParametres(wfId:enter): List<Parametre> 
pre: wfId és un identificador de diagrama de flux vàlid 







context getExecucions(wfId:enter): List<Execucio> 
pre: wfId és un identificador de diagrama de flux vàlid 
post: result= Totes les execucions del diagrama de flux identificat per wfId 
 
 
context getInforme (wfId:enter): List<Informe> 
pre: wfId és un identificador de diagrama de flux vàlid 
post: result= Tots els informes del diagrama de flux identificat per wfId 
 
 
context getProjectesWorkflow (wfId:enter): List<Projecte> 
pre: wfId és un identificador de diagrama de flux vàlid 
 
post: result= Tots els projectes en els quals forma part el diagrama de flux identificat per wfId 
 
context getWorkflowId (wfId:enter): Workflow 
pre: wfId és un identificador de diagrama de flux vàlid 
post: result= Diagrama de flux identificat per wfId. 
 
 
context getSortidesWorkflow (wfId:enter): List<Sortides> 
pre: wfId és un identificador de diagrama de flux vàlid 
post: result= Totes les sortides del flux de treball identificat per wfId. 
 
 
context comprovarNomWorkflow(nom:string): Booleà 
pre: wfId és un identificador de diagrama de flux vàlid 











Contractes de les operacions 
 
context buscarExecucions (boolquery:BooleanQuery,ProjId:enter): List<Execucio> 
pre: ProjId és un identificador de projecte vàlid 
pre: boolquery és una query d’Hibernate Search vàlida 








Figura 6-18 Interfície operacions capa persistència per Resultat 
 
Contractes de les operacions 
context obtenirResultatsExecucio (execId:enter): List<Resultat> 
pre: execId és un identificador d’execució vàlid 
post: result= Conté tots els resultats per l’execució identificada per execId 
 
 
context obtenirParametresExecucio (execId:enter): List<ParametreExecucio> 
pre: execId és un identificador d’execució vàlid 













Figura 6-19 Interfície operacions capa persistència per Execucio  
Contractes de les operacions 
 
context getExecucioId (id:enter): Execucio 
pre: id és un identificador d’execució vàlid 
post: result= Conté l’execució identificada per id. 
 
 
context buscarExecucions (lucene:BooleanQuery,ProjId:enter): List<Execucio> 
pre: ProjId és un identificador de projecte vàlid 
pre: lucene és una query d’Hibernate Search vàlida 







Figura 6-20 Interfície operacions capa persistència per Accio 
 
 
context getAccioId (id:enter): Accio 
pre: id és un identificador d’una acció vàlid 









Figura 6-21 Interfície operacions capa persistència per ErrorExecucio 
 
context obtenirErrorExecucio (exeId:enter): List<ErrorExecucio> 
pre: id és un identificador d’una execució vàlid 






Figura 6-22 Interfície operacions capa persistència per Sortida 
context getSortidaId (nomSortida:enter,workflowId: enter): Sortida 
pre: nomSortida és un nom de sortida vàlid 
pre: workflowId és un identificador de diagrama de flux vàlid 
post: result= Conté la sortida identificada pel nom nomSortida que està a dins del diagrama 











context  insertar(o: Objecte) 
pre: o és un objecte del model conceptual 
post: El objecte o queda registrat persistentment a la base de dades 
 
 
context actualitzar (o:Objecte) 
pre: o és un objecte del model conceptual 
post: El objecte o s’actualitza permanentment a la base de dades 
 
 
context esborrar (o:Objecte) 
pre: o és un objecte del model conceptual 



















6.4.9  Diagrama visió general capa de persistència 









































SISTEMA GESTOR DE BASES DE DADES MYSQL 















7 Implementació del 
sistema 
 
7.1 Entorn de desenvolupament del sistema 
Tota la implementació del projecte hem escollit les següents eines: 
 Per la programació de la plataforma , hem utilitzat el IDE MyEclipse. 
 El llenguatge de programació que hem utilitzat ha estat Java. 
 Totes les aplicacions externes utilitzades esta(22)n programades en Java i 
són de codi lliure 
 La implementació del model relacional s’ha fet utilitzant el sistema gestor 
de base de dades MySQL 
Per la realització de la memòria s’han utilitzat les eines d’ofimàtica incloses en suite de 
codi lliure OpenOffice. 
 
7.2 Implementació de la persistència automàtica: 
Hibernate 
 
7.2.1  Introducció 
 
Aquesta eina de mapeig O/R gaudeix de gran acceptació dins de les eines que 
ofereixen persistència transparent convertint-la, actualment, en la eina per 






Una de les principals raons que ens han decantat per escollir Hibernate és la gran 
quantitat de documentació que hi ha. Totes aquestes eines requereixen una corba 
d'aprenentatge considerable, la qual té més o menys pendent en funció de la 
informació i documentació disponible. 
 
En la pàgina principal de Hibernate (23) podem trobar molta informació relacionada 
amb la eina (i altres aplicacions que la utilitzen), a més de tutorials pràctics. A destacar 
també, que al ser una eina de tanta acceptació fa que moltíssims programadors de 
Java la utilitzin, tenint un ampli suport de la comunitat de programadors per possibles 
consultes. 
 
Evidentment, en aquest projecte no inventarem la roda, i aprofitarem tota la potència 
que Hibernate ens ofereix.  Punts forts d'Hibernate: 
 
 Programació natural: Hibernate no requereix d'interfícies o classes base per les 
classes persistents i dóna la possibilitat que qualsevol classe o estructura de 
dades sigui persistent. 
 Rendiment bo: Les associacions entre objectes de domini, utilitzant la 
estratègia “mandrosa” (lazy) només s'inicialitzaran quan s'accedeixin a elles no 
al carregar la classe que les conté. A més, tot la majoria de tot el SQL necessari 
s'inicialitza quan el sistema ho fa en comptes de fer-ho en temps d'execució. 
 Fiabilitat i escalabilitat: La gran acceptació d'aquesta eina, fa que l'hagin 
provats molts programadors, millorant-la i eliminant possibles errors. El disseny 
d'Hibernate fa que es pugui utilitzar tant en un ordinador personal com en un 
clúster de servidors. 
 Extensibilitat: A partir d'Hibernate han crescut aplicacions que l'utilitzen, 
multiplicant els possibles escenaris d'ús. 
 Facilitat de realitzar consultes: Existeixen diverses alternatives per l'accés a la 
base de dades. Per exemple, possibles consultes que requereixin operacions 
d'agregació, on les eines O/R no ofereixen un bon rendiment, el programador 






7.2.2 Arquitectura d'Hibernate 
Els elements principal de l’arquitectura d’Hibernate són els següents: 
 
 SessionFactory (org.hibernate.SessionFactory)  
 
És una cache immutable (que no canvia durant l’execució del programa) que conté 
totes les relacions objecte-releció per una base de dades, en altres paraules, conté 
totes les traduccions per transformar un objecte de domini a la seva representació al 
model relacional. Aquesta classe representa la configuració que permet a Hibernate 
traduir del objecte al model relacional i viceversa. 
 
 
 Session (org.hibernate.Session)  
 
És un objecte de durada de vida curta, associat a un fil d’execució16 que representa la 
“conversa” o “intercanvi de dades” entre l’aplicació i la base de dades. Per tant, d’aquí 
deduïm que tot intercanvi de dades entre l’aplicació i la base de dades tindrà associat 
una sessió. 
 
 Persistent objects and collections  
Són objectes de la capa de domini els qual tenen assignat l’estat persistent i, per tant, 
es pot garantir que la instància d’aquest objecte està creada a la base de dades (veure 
apartat 6.2.2.1) .  
 
 Transient and detached objects and collections  
Són objectes de la capa de domini que encara no són persistents (transient)  o que han 
estat modificats i no estan en sincronia amb la base de dades (datached). Per detalls 
en els estats (veure apartat 6.2.2.1) .  
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 Transaction (org.hibernate.Transaction)  
 
Una transacció és una unitat atòmica de treball i, per tant, indivisible. Aquesta classe 
abstrau l’aplicació de la pròpia transacció del sistema gestor de bases de dades. 
 
 ConnectionProvider (org.hibernate.connection.ConnectionProvider)  
 
Aquest objecte representa la connexió a la base de dades, amb la qual s’estableix 
l’enllaç entre Hibernate i la base de dades subjacent. 
 
 
 TransactionFactory (org.hibernate.TransactionFactory)  
 
Aquesta classe, utilitzant el patró Fàbrica, crea les transaccions necessàries per 

















7.2.2.1 Estats d’una classe persistent al sistema 
En l’anterior capítol s’ha definit el model relacional necessari per fer els nostres 
objectes de model conceptual. La implementació d’Hibernate fa que les instàncies de 
les classes del model conceptual puguin tenir diferents estats, segon el context de 
persistència que tinguin. Podem diferenciar tres estats diferents: 
 Transitori (Transient) 
La instància no està associada a cap context de persistència. No té una identitat 
persistent o un valor de clau primària: no té cap identificador associat. 
 Persistent (Persistent) 
La instància està associada a un context de persistència. Té un valor de clau primària i, 
per  tant, té la seva corresponent fila a la base de dades. En aquest estat es pot 
garantir que l’entitat persistent és equivalent al objecte que la representa a memòria. 
 Deslligat (Detached) 
 
La instància va estar assignada a un context de persistència però aquest context ja ha 
estat tancat. Té un valor de clau primària i, per  tant, té la seva corresponent file a la 
base de dades. Per aquest tipus d’instàncies no es pot garantir la correspondència 
entre la entitat persistent i l’objecte a memòria. 
 
7.2.3 Configuració Hibernate 
Hibernate s'integra en qualsevol aplicació just per sobre de la font de dades. Per la 
implementació d'Hibernate rau essencialment en dos aspectes claus: 
 L’arxiu de configuració de Hibernate (hibernate.cfg.xml) 
 Els arxius de mapeig de les classes de domini (*.hbm.xml) 
 
Un de les característiques de la configuració d'Hibernate és la gran quantitat d'eines 
que ofereixen una edició amigable d'aquests arxius. El fet de que el format dels fitxers 






















Figura 7-2 Arxiu de configuració d’Hibernate 1 de 2 
1. El tag session factory, defineix el nom de la fàbrica de sessions cada una de la 
qual representa un tipus de font de dades. En el nostre cas, aquesta fàbrica, 
representa la configuració necessària per el mapeig entre la nostra base de 
dades i els objectes de la capa de domini. Una sessió en Hibernate, és un 
objecte de vida molt curta que representa el flux de dades entre la aplicació  i la 
capa de persistència. 
 
2. En l'arxiu de configuració, Hibernate necessita localitzar on està la font de 
dades,  i la manera accedit a ella. Tenim els següents tags: 
 La propietat hibernate-connection-driver-class indica la classe que 
s'utilitzarà com a controlador per accedir a la base de dades. En el nostre 
<hibernate-configuration> 
    <session-factory name="cbi">                                
        <property name="hibernate.bytecode.use_reflection_optimizer">false</property> 
        <property name="hibernate.connection.driver_class">com.mysql.jdbc.Driver</property>                                
        <property name="hibernate.connection.password">cbi</property>                                
        <property name="hibernate.connection.url">jdbc:mysql://localhost/cbi</property>                                
        <property name="hibernate.connection.username">cbi</property>                                
        <property name="hibernate.dialect">org.hibernate.dialect.MySQL5InnoDBDialect</property>                                
        <property name="current_session_context_class">thread</property>                                
        <property name="show_sql">false</property> 
        <property name="hibernate.search.default.directory_provider">                                
 org.hibernate.search.store.FSDirectoryProvider </property>  
 <property name="hibernate.search.default.indexBase">/var/lucene/indexes</property>                                 
        <mapping resource="Accio.hbm.xml" />                                
        <mapping resource="Workflow.hbm.xml" />                                
        <mapping resource="Execucio.hbm.xml" />                                
        <mapping resource="Informe.hbm.xml" />                                
        <mapping resource="Projecte.hbm.xml" />                                
        <mapping resource="Sortida.hbm.xml" />                                
        <mapping resource="Usuari.hbm.xml" />                                
        <mapping resource="PortComunicacio.hbm.xml" />                                
        <mapping resource="Parametre.hbm.xml" />                                











cas, la base de dades està implementada en MySQL, per tant necessitem de 
la implementació Java del controlador MySQL. 
Les credencials per connectar-se a la font de dades també s'introdueixen aquí. Per la 
connexió, Hibernate necessita tres coses diferents en aquest punt: 
o A on està la base de dades (hibernate.connection.url). Aquesta 
propietat conté la màquina que allotja el sistema gestor de base de 
dades, que en el nostre cas és la pròpia màquina (localhost). 
o El nom d'usuari i la contrasenya de la base de dades. Aquestes 
credencials les utilitzarà Hibernate per llegir i escriure a la base de 
dades. Com Hibernate necessita modificar la base de dades, 
aquestes credencials, han de tenir privilegis dins el esquema 
relacional de llegir (READ), escriure (WRITE) i esborrar (DELETE), ja 
que aquest serà l'usuari amb al que Hibernate operarà a la base de 
dades, 
o Per últim, s'ha d'especificar el “llenguatge” que parlarà amb la base 
de dades i, per tant, li hem de dir quina implementació de base de 
dades utilitzem. Desafortunadament, tot i ser el SQL un estàndard, 
cada implementació té les seves particularitat en la implementació. 
La propietat hibernate.dialect indica la classe que conté la traducció 
entre el llenguatge de Hibernate i el SQL específic del SGBD (en el 
nostre cas MySQL). 
 
3. El context (totes les dades associades) de cada sessió aniran relacionades amb 
el thread que les crida. Per tant, s'estableix un enllaç entre el thread que 
obre/tanca la sessió i la sessió on treballa Hibernate, establint una relació 
directa on la duració de la sessió ve definida per la duració de la transacció a la 
base de dades. En el nostre cas és ideal, ja que relacionem el thread que crida 
la sessió (que per exemple pot ser una petició de modificar un flux de treball) 
amb la sessió que, mitjançant hibernate modifica el flux de treball a la base de 




























Figura 7-3 Arxiu  de configuració d’Hibernate 2 de 2 
4. Arxius de mapping. El tag mapping indica el objecte de negoci que es mapeja a 
la base de dades. En aquest projecte i tal com es recomana, cada objecte de 
negoci té el seu propi arxiu de mapping. Aquest arxiu conté la “traducció” entre 
el objecte i el model relacional. 
 
        <mapping resource="AssociacioWorkflow.hbm.xml" />                                
        <mapping resource="Resultat.hbm.xml" />                                
        <mapping resource="Entrada.hbm.xml" />                                
        <mapping resource="ParametreExecucio.hbm.xml" />                                
        <mapping resource="ExecucioError.hbm.xml" />                                
        <mapping resource="Planificacio.hbm.xml" />                                 
        <mapping resource="Log.hbm.xml" />                                 
          <event type="post-update">                                
            <listener class="org.hibernate.search.event.FullTextIndexEventListener"/> 
        </event> 
        <event type="post-insert">                                
            <listener class="org.hibernate.search.event.FullTextIndexEventListener"/> 
        </event> 
        <event type="post-delete">                                
            <listener class="org.hibernate.search.event.FullTextIndexEventListener"/> 
        </event> 
     <event type="post-collection-recreate">                                
       <listener class="org.hibernate.search.event.FullTextIndexCollectionEventListener"/> 
     </event>  
     <event type="post-collection-remove">                                
        <listener class="org.hibernate.search.event.FullTextIndexCollectionEventListener"/> 
     </event> 
     <event type="post-collection-update">                                
        <listener class="org.hibernate.search.event.FullTextIndexCollectionEventListener"/> 
     </event> 
        <event type="flush"> 
            <listener class="org.hibernate.event.def.DefaultFlushEventListener"/> 
            <listener class="org.hibernate.search.event.FullTextIndexEventListener"/> 
        </event> 









5. Configuració Hibernate Search. L'ús d'Hibernate Search (que s'explicarà més 
endavant) obliga a modificar l'arxiu de configuració per tal de poder utilitzar-lo. 
Els canvis en el XML són els següents: 
 L’emmagatzemament dels índexs per fer les cerques. Hibernate Search 
indexa les dades a cercar i la informació es guarda en la localització 
esmentada al arxiu de configuració. En el nostre cas, en la versió per Linux, 
els índexs es guardaran en el sistema de fitxers, en concret al directori 
/var/lucene/indexes. 
 El tag event representa cada un dels esdeveniments que poder fer modificar 
un índex, per exemple: 
o La inserció d'un nou element indexat, fa que s'hagi d'afegir els 
camps indexats d'aquest objecte al índex per aquest tipus 
d'elements. 
o La actualització d'un element existent que ja està indexat fa que, 
probablement, la modificació d'algun camp que compon el índex fa 
que s'hagi d'actualitzar el índex per l'element modificat per 
mantenir la correspondència amb la base de dades. 
o L'eliminació d'un element fa que el índex que correspon aquell 
element s'hagi de suprimir. 
En relació als índex que afecten a les associacions, és a dir, que el índex d'un element 
el poden formar camps de classes associades, també s'actuarà igual que en els tres 














Com hem dit abans, tota aquesta informació estarà dins el SessionFactory, on amb 
l'operació adequada, podem obtindre la fàbrica de sessions que nosaltres hem definit 
al arxiu de configuració. Mitjançant es patró Fàbrica, s’obtindrà una sessió en la qual es 










Figura 7-4 Codi Java per crear la fàbrica de sessions d’acords amb la configuració d’Hibernate 
 
Un cop obtingut el objecte SessionFactory, ja podem obtenir la sessió que correspon al 
thread amb el que es crida amb el mètode del objecte getCurrentSession(). 
Un cop obtinguda la sessió, es poden obrir transaccions a la base de dades per realitzar 
les operacions corresponents. Donat que una de les característiques que defineixen 
una transacció és la seva atomicitat, qualsevol error durant aquesta implica desfer tots 
els canvis que hagi ocasionat (rollback). Altrament, si la transacció ha ocorregut sense 




Exemple mapeig objecte-relacional 
Per veure com Hibernate “tradueix” d'un model orientat a objectes al relacional, es 
veurà un exemple real d'un arxiu de mapping en el nostre projecte i s'explicarà com 
private static SessionFactory buildSessionFactory() { 
try { 
// Create the SessionFactory from hibernate.cfg.xml 
return new Configuration().configure().buildSessionFactory(); 
} 
catch (Throwable ex) { 
// Make sure you log the exception, as it might be swallowed 
System.err.println("Initial SessionFactory creation failed." + ex); 










mitjançant aquest arxiu relaciona el model conceptual (orientat a objectes) al model 
relacional. 
Arxiu de mapping del objecte Projecte (Projecte.hbm.xml). Per referència a la posterior 

































Figura 7-5 Arxiu de mapping de la classe Projecte 1 de 2 
Els aspectes més important on posarem més èmfasi és com mitjançant aquest arxiu 
Hibernate és capaç de transformar un objecte a la seva representació a l'esquema 




<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 3.0//EN" 
"http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd"> 
<!-- Generated Oct 24, 2009 6:38:33 PM by Hibernate Tools 3.2.4.GA --> 
<hibernate-mapping> 
    <class name="CapaModel.Projecte" table="projecte" catalog="cbi">                               
    <id name="id" type="java.lang.Integer">                                
            <column name="id" /> 
            <generator class="identity" /> 
        </id> 
 
        <property name="nomProjecte" type="string">                                
            <column name="nom_projecte" length="20" not-null="true" /> 
        </property> 
        <property name="dataCreacio" type="timestamp">                                
            <column name="data_creacio" length="19" not-null="true" /> 
        </property> 
        <property name="descripcio" type="string">                                
            <column name="descripcio" length="250" not-null="true" /> 
        </property> 
        <property name="codi" type="string">                                
            <column name="codi" length="20" not-null="true" /> 
        </property> 
        <property name="observacions" type="string">                                
            <column name="observacions" /> 
        </property> 
        <property name="directori" type="string">                                
            <column name="directori" length="200" /> 
        </property> 
        <property name="ocult" type="boolean">                                
            <column name="ocult" not-null="true" /> 









mitjançant el element class, però s'ha decidit per comoditat i claredat que a cada arxiu 
només s'hi trobi una classe. Anem a explicar, recorrent l'estructura del XML, els 
aspectes més importants de l'arxiu: 
 
1. Com a estructura jeràrquica que té el XML, l'element class conté altres 
elements a dins seu. A més, podem destacar diversos atributs importants 
que són: 
o Name: Indica el nom de la classe Java que es mapeja. El nom és 
complet, és a dir, el nom conté el paquet que conté la classe (en el 
nostre cas CapaModel). 
o Table: Indica el nom de la taula de la base de dades on s'ha de mapejar 
el objecte. En aquest cas, en l'esquema relacional hi haurà una relació 
(taula) que es dirà projecte. 
o Catalog: Indica el nom de la base de dades on s'haurà de mapejar el 
objecte (és opcional, ja que l'arxiu de configuració ja el conté). 
 
2. El element id indica el identificador que tindrà el objecte, és a dir, aquest 
identificador és únic per cada objecte i correspondrà amb la clau primària 
(Primary Key) que té la taula a la base de dades. Hibernate també necessita 
conèixer com es genera el identificador. Com s'ha explicat abans (veure apartat 
de generació del model relacional), aquest identificador NO té significat de 
negoci, només serveix per distingir els objectes entre si. Aquest identificador 
serà únic i estarà generat automàticament cada vegada que hi hagi una inserció 
en la taula que mapeja l'objecte. 
 
3. Els elements property corresponen a atributs del objecte que es mapegen 
directament al model relacional, concretament a un camp (columna) de la base 
de dades.  Aquest element, té dos atributs obligatoris: name, que correspon al 
nom del camp què té en l'objecte, és a dir, el nom del camp en la classe Java i 
type, que és el tipus de dades del camp, també en notació Java. No és 
obligatori, però ajuda a Hibernate a fer una traducció més precisa, posar el 
nom de la columna de la taula on es mapejarà el camp (si no es posa, per 






Fins el punt 3, tindríem suficient per mapejar una classe que no estigués associada a 
una altra. Donat a que els objectes no estan aïllats i, en estructures complexes estan 
associats, necessitem representar aquestes associacions tant el en model orientat a 
















Figura 7-6 Arxius de mapping de la classe Projecte 2 de 2 
 
En el model orientat a objectes hi han diverses maneres per representar les 




        <set name="workflows" inverse="false" lazy="false" cascade="all"                                
table="workflow_projecte" fetch="select"> 
            <key> 
                <column name="projecte_id" not-null="true" /> 
            </key> 
            <many-to-many entity-name="CapaModel.Workflow"> 
                <column name="workflow_id" not-null="true" /> 
            </many-to-many> 
        </set> 
 
        <set name="usuariProjectes" inverse="true" lazy="false"                                
table="usuari_projecte" fetch="select"> 
            <key> 
                <column name="projecte_id" not-null="true" /> 
            </key> 
            <one-to-many class="CapaModel.UsuariProjecte" /> 
        </set> 









Per representar l'associació amb multiplicitat 1, és a dir, el nostre objecte està associat 
amb un únic altre objecte, en Java, es suficient amb afegir un atribut que sigui de la 
classe de l'objecte que està relacionat. 
 
Per representar l'associació amb multiplicitat *, és a dir, el nostre objecte està 
relacionat amb molts altres objectes d'un determinat tipus, s'afegirà un atribut que 
sigui una “llista” d'objectes d'un tipus determinat. La implementació d'aquesta llista 
determinarà la forma del nostre arxiu de mapping. En el nostre exemple, les 
associacions estan marcades amb el element set al XML, per representar la 
implementació Java de HashSet<Workflow>. 
 
4. En el arxiu de mapping, per definir una associació tenim: 
 
 Atribut name 
Nom de l'associació en el objecte Java (ha de coincidir). 
 
 Atribut inverse: 
Indica la navegabilitat de l'associació, és a dir, que si aquest atribut està a cert 
es navegable en ambdues direccions. Per exemple, des de projecte es podrà 
accedir als usuaris que hi estan assignats (1a direcció) i, donat un usuari, 
obtenir tots els projectes que està assignat (2a direcció). 
 
 Atribut lazy 
És un atribut, el qual donar-li un valor o un altre pot ser crític per rendiment de 
l'aplicació. Per defecte, totes les associacions a Hibernate són “mandroses” 
(lazy), és a dir, si es carrega (es porta a memòria) un objecte guardat a la base 
de dades no es carreguen les associacions del mateix. Si l'atribut lazy és fals, 
només es carregaran si explícitament es demanen mitjançant el mètode get 
per obtenir els elements associats al objecte. És decisió del programador 
decidir si ,quan es carrega el objecte, serà imprescindible també carregar les 
associacions o, d'una altra manera, hi han poques possibilitats (o cap) que 





pren una decisió o una altra en el volum de dades que es transfereixen a 
memòria des de la base de dades. A més del rendiment, una altra conseqüència 
és en la programació. Una associació lazy, en el moment que es vulguin obtenir 
els objectes que la composen, s'haurà d'obrir una sessió d'Hibernate abans 
d'accedir-ne a cap element, ja que si no es fa així s'obtindrà la corresponent 
excepció comportant la impossibilitat d'obtenir-ne cap. 
 
 Els atributs table i fetch.  
Indiquen la taula a la base de dades on es guarda l'associació (en el cap 
d'associacions múltiples en els dos extrems) i la forma d'obtenir la informació 
(en aquest cas realitzant un select) respectivament. 
 
 L'element key  
Indica com es pot relacionar el objecte, amb la taula que conté l'associació. Per 
exemple, si hi ha una taula que guarda totes les associacions entre un projecte i 
un flux de treball, per obtenir tots els flux de treball associats a un projecte 
s’hauran d'identificar les files que tinguin el valor del identificador del projecte 
al camp projecte_id. 
 
Finalment, en el cas d'associacions amb un o els dos extrems múltiples, s’haurà 
d'indicar mitjançant el element one-to-many o many-to-many (depèn la multiplicitat), 
la classe (el objecte) que representa l'associació. 
 
7.3 Implementació programació de tasques: Quartz 
Un dels requeriments del projecte és la possibilitat de programar execucions de 
diagrames de flux en qualsevol instant de temps, a més de permetre en el cas de 
diagrames de flux recurrents, la programació d'execucions amb una recurrència 





En el món del codi lliure existeixen diverses alternatives per implementar aquest 
requeriment però, sense dubte, la millor i la que s'ha escollit és Quartz (24). Per què 
hem escollit Quartz: 
 És codi lliure i està escrit en Java. 
 Té una àmplia acceptació, el que implica que l'utilitza molta gent. Aquest fet és 
molt útil en la cerca de possibles errors en la implementació ja que és molt 
probable que algú l'haig tingut abans que nosaltres. 
 Documentació àmplia per orientar-se en l'ús d'aquesta eina. 
 Simplicitat en la integració en el projecte. 
 Centralització i control de la concurrència quan s'estan executant moltes 
execucions de diagrames de flux. 
 
Una de les característiques que té Quartz és la separació entre el concepte job (treball) 
i trigger (disparador) En la implementació de Quartz es separa la programació i el 
treball que s'ha de fer en aquella programació, per tant ofereix molta flexibilitat a 
l'hora de tenir vàries programacions donat un job o modificar/eliminar una 
programació d'una tasca sense afectar l'execució de la feina. 
 
El trigger és l'objecte que s'utilitza per iniciar l'execució d'un job, per tant, per 
programar-ne una execució cal assignar-li un. 
 
En el nostre projecte, haurem de definir: 
1. Que és el nostre Job? 
2. Quina informació necessita el nostre Job per realitzar la feina correctament? 
3. Quin tipus de programacions poder haver al nostre sistema? 
 
 El nostre Job: l'execució del diagrama de flux utilitzant Kepler 
Una de les funcionalitats fonamentals del nostre projecte és la capacitat per executar 
diagrames de flux, que en el nostre cas estan construïts utilitzant Kepler. A més de la 
funcionalitat cal esmentar que genera moltes dades de valor, que el sistema recull i 





Quartz té una interfície que nosaltres utilitzarem per implementar la execució d'un 
diagrama de flux. 
La interfície és molt simple i permet que TOTES les execucions s'inicialitzin utilitzant 









Figura 7-7 Codi Java de la interfície Job de Quartz 
 El context de l'execució de Kepler 
Un cop definit el nostre Job cal definir la informació que necessita per realitzar la seva 
feina correctament. Tota aquesta informació que necessita l'anomenarem context 
que, en definitiva, serà tota la informació necessària per executar un diagrama de flux 
utilitzant Kepler.   
Informació necessària per la execució d'un diagrama de flux a la nostra plataforma: 
 El propi diagrama de flux 
 Valors dels paràmetres del diagrama de flux 
 Projecte en el qual s'executarà 
 Usuari que ha ordenat l'execució 
 
Tota aquesta informació, aprofitant les funcionalitats que ens dóna Quartz, utilitzarem 
l'objecte JobExecutionContext per emmagatzemar tot el context necessari per 
l'execució d'un diagrama de flux. Utilitzarem la interfície Job, on el mètode execute té 
com a paràmetre el context que nosaltres necessitarem per executar el diagrama. 
 Programacions de tasques 
En el nostre sistema cal definir quins tipus de triggers o programacions poden ser 
possibles per tal de posar-les a disposició del usuari. Donat a que Quartz ens permet 
definir una quantitat ingent de programacions diverses, hem decidit acotar-les i oferir-
package org.quartz; 
 
  public interface Job { 
 
    public void execute(JobExecutionContext context) 
      throws JobExecutionException; 












- Setmana (Dilluns, Dimarts, Dimecres, Dijous, Divendres, Dissabte, 
Diumenge) 
Evidentment s'oferiran les varietats, per exemple, cada 2 hores o cada 30 minuts. 
 
 
7.3.1 Configuració de Quartz 
Quartz és una aplicació molt configurable, adaptant-se a molt entorn només canviant 
diferents propietats dins el seu arxiu de configuració. El arxiu de configuració es diu 
quartz.properties i s'haurà de posar a l'arrel de la nostra aplicació. Algunes propietats 
importants per la configuració de Quartz:  
 El màxim nombre d'execucions que poden estar en curs concurrentment 
(org.quartz.threadPool.threadCount) 
 Magatzem de Jobs. En nostre cas, serà absolutament necessari tenir un 
programador persistent, és a dir, que en cas de caiguda del servidor no es 
perdin totes les programacions que estan pendents d'execució.  
Aquest arxiu servirà per la configuració del nostre Scheduler, on es centralitzarà i 
gestionarà la programació d'execucions. Donada la naturalesa de la nostra plataforma, 
que és de tipus web, el nostre planificador haurà d'estar actiu metre la nostra aplicació 
ho estigui, és a dir, s'inicialitzarà amb el servidor web Tomcat. S'afegirà el següent codi 
XML al arxiu web.xml, que conté tota la informació necessària pel desplegament de la 

























Figura 7-8 Codi XML necessari per iniciar el planificador amb la inicialització de la plataforma 
Dins la configuració de Quartz, els aspectes fonamentals pel correcte funcionament de 
les planificacions són els següents: 
 Limitació de la concurrència d’execucions. 
 Política d’actuació en cas de que una planificació no s’executi en el temps 
indicat. 
 Persistència del planificador. Emmagatzemament de tota la informació en una 
base de dades. 
En el cas de la concurrència de les execucions, Quartz permet en la seva configuració 
especificar el nombre màxim que es poden executar concurrentment. De què depèn 
aquest número? Hi ha diversos factors a tenir en compte, però el principal són els 
recursos del sistema. Com més elevat sigui aquest nombre, més memòria i més 
potència de CPU necessitarà el servidor on s’executa la plataforma. 
És crític especificar un número adequat segons els hardware del servidor, ja que un 
número massa elevat podria col·lapsar-lo. 
<servlet>  
     <servlet-name>QuartzInitializer</servlet-name>  
     <servlet-class>org.quartz.ee.servlet.QuartzInitializerServlet</servlet-class>  
          <init-param> 
 
            <param-name>shutdown-on-unload</param-name> 
            <param-value>true</param-value> 
          </init-param> 








Respecte al segon punt important de la configuració, està molt relacionat amb 
l’anterior punt. Que passaria si una execució està programada en un instant de temps i 
el planificador no admet més execucions concurrents? La resposta és que no s’iniciaria 
en el instant determinat, provocant la necessitat de definir la política a realitzar en 
aquest cas. 
Per evitar la inanició d’una execució, si no s’executa al instant de temps programat, 
s’incrementarà la seva prioritat i s’intentarà executar quan el planificador tingui 
recursos per fer-ho. 
Per assegurar aquest dos primers aspectes, la persistència de planificador serà 
essencial per correcte funcionament de les planificacions de les execucions. 
 
7.3.2 Persistència del planificador 
Un dels requisits fonamentals és la persistència del nostre planificador, per evitar la 
pèrdua de dades en cas de caiguda del sistema. 
L'escenari és el següent: Hi han vàries planificacions pendent d'execució i el servidor 
web cau. Si s'utilitzés un magatzem basat en la memòria volàtil (memòria RAM), un 
incident d'aquest tipus ocasionaria una pèrdua de totes les planificacions pendents 
d'executar. 
La solució és donar persistència al nostre planificador mitjançant l'ús d'una base de 
dades pròpia, on mitjançant un model relacional adequat, evitarà la pèrdua de dades 
en casos de fallada del servidor web (més habituals del què es pensen). 
L'adopció de la persistència té un petit inconvenient: el rendiment. Evidentment, 
accedir a una base de dades és més lent que accedit a la memòria del sistema, tot i que 
l’ introducció d'índexs a la base de dades fa més ràpid la lectura (no la modificació), 







7.3.3 Esquema de la base de dades del planificador Quartz 





7.3.4 Organització del planificador 
En tot  moment, el sistema ha de tenir coneixement de quantes planificacions estan 
vigents per la seva execució. Quartz organitza tant els jobs com els triggers en grups, 
obligant-nos a seguir la seva política. 
Tant en la creació d'execucions com la de programacions les organitzarem de la 
següent manera: 
 En els cas de les execucions de diagrames de flux (jobs) les següents 
convencions: 
 El nom, per identificar-les al planificador del Quartz (el qual ha de ser únic), 
estarà compost: 
 Nom del diagrama de flux 
 Identificador del usuari 
 Identificador del projecte 
 Un timestamp 
 Cada execució s'assignarà a un grup. Organitzarem els grups en funció de 
cada projecte i usuari, per tal de conèixer quines execucions ha realitzat 
cada usuari en el projecte corresponent. El nom del grup estarà compost: 
 Identificador del usuari 
 Identificador del projecte 
 
 Els triggers (planificacions) estaran organitzats d'una manera semblant seguint 
les següents convencions: 
 El nom, per identificar-les al planificador del Quartz (el qual ha de ser únic), 
estarà compost: 
 Identificador de la planificació 
 Nom de la planificació 
 Cada trigger s'assignarà a un grup. Organitzarem els grups en funció de cada 
projecte i usuari, per tal de conèixer quines planificacions ha realitzat cada 
usuari en el projecte corresponent. El nom del grup estarà compost: 
 Identificador del usuari 
 Identificador del projecte 
Aquesta organització, a més, ens facilita després les possibles consultes al planificador 
ja que es tenen les execucions i planificacions organitzades.  
Segons el rol d'usuari es podrà accedir a un major o menor contingut  de dades en el 
planificador. En concret: 





planificacions de tots els usuaris assignats al projecte. 
 Un usuari sense privilegis només podrà consultar/editar/esborrar totes les 

























7.4 Implementació cerca de resultats i registre del 
sistema: Hibernate Search 
Un dels requeriments del nostre sistema és la capacitat que té l'usuari de consultar 
resultats. Un altre requeriment del sistema és mantenir un registre de totes les accions 
que s'han realitzat, el qual també podrà ésser consultat mitjançant una cerca. 
Aquests dos requeriments ens obliguen a adoptar un mecanisme per realitzar aquestes 
consultes de dades generades pel nostre sistema. Donada la persistència en una base 
de dades que utilitzem, la implementació de la cerca haurà de connectar-se 
directament a la base de dades per obtenir els resultats. 
Alternatives per implementar la cerca (de menor a major dificultat en la 
implementació): 
1. Realitzar consultes a la base de dades directament utilitzant Java. 
2. Utilitzar les Criteria Queries d'Hibernate 
3. Utilitzar un motor de cerca de text: Hibernate Search 
7.4.1 Anàlisi de les alternatives 
1. Consulta directa de la base de dades 
La manera més directa d'implementar la cerca a la nostra base de dades és mitjançant 
consultes SQL dinàmiques, és a dir, consultes on els valors són modificats 
dinàmicament en temps d'execució. Aquesta opció implica codificar les sentències SQL 
necessàries per realitzar les consultes a la base de dades: el programador ha de tenir 
un coneixement suficient de llenguatge SQL per traduir totes les possibles consultes. 
Avantatges: 
 Simplicitat de la implementació 
Desavantatges: 
 El programador ha de conèixer en profunditat el llenguatge SQL i el model 
relacional a la base de dades 







2. Hibernate Criteria Query 
Hibernate, com a eina de maneig objecte-relacional, abstrau parcialment els objectes 
de negoci de la seva representació en el model relacional. Aquesta abstracció també 
afecta a la consulta de la base de dades on no és un requisit necessari conèixer SQL per 
obtenir les dades. 
Avantatges: 
 És una funcionalitat d'Hibernate que abstreu del SQL. 
 La comunicació amb la base de dades segueix essent gestionada per 
Hibernate. 
Inconvenients: 
 La cerca per similitud la té limitada per la clàusula LIKE del SQL. 
3. Hibernate Search 
L'opció més complicada és Hibernate Search, ja que la seva implementació requereix 
un treball més elevat que les dos anteriors. A diferència de les anteriors, l'abstracció 
del SQL és total ja que la implementació es fa tota sobre les classes de domini. Un punt 
positiu és la integració que té Hibernate Search, com el seu nom indica, amb 
Hibernate. 
Aquesta eina combina la potència d'un motor de cerca de text amb el domini de la 
persistència combinant Hibernate amb les capacitat del motor de cerca Apache 
Lucene. 
El motor de cerca Apache Lucene dóna la possibilitat de la cerca de text lliure, és a dir, 
de poder fer cerques aproximades o de similitud eficientment. 
Avantatges: 
 Motor de cerca potent integrat amb Hibernate. 
 Possibilitat de fer cerques per aproximació o utilitzant wildcards (*,?) 
Inconvenients: 






Tot i ser la més complicada, la integració amb Hibernate fa que molts elements de la 
seva implementació  siguin transparents al programador (elements que li podrien 
provocar un bon mal de cap). 
 
7.4.2 Hibernate Search 
Aquesta eina utilitza el motor de cerca Apache Lucene que permet fer cerques de text 
integrant-se amb Hibernate. Tot cercador necessita, per fer eficient les cerques, una 
estructura de dades anomenades índexs per accedit més eficientment a les dades. 
Utilitzant el símil d'un llibre, el índex ajuda lector a trobar la informació que busca més 
eficientment. Altrament, sense un índex, hauria de “recórrer” tot el llibre per trobar-ne 
la informació. 
És clar que un índex fa la consulta de dades més eficient però el que és molt important 
és que la modificació de dades la fa més ineficient. La raó és que un índex ha d'estar 
sincronitzat amb les dades que està indexant  i, per tant, cada inserció o esborrat 
d'informació ha de ser transmès al índex per actualitzar-lo. 
Hibernate Search consisteix en un component d'indexació i un component de cerca 
indexada (tots dos implementats per Apache Lucene). 
Figura 7-10 Diagrama que representa la integració de Lucene dins Hibernate Search 
 
Cada vegada que una entitat és inserida, actualitzada o esborrada a la base de dades, 





l'índex. Totes les actualitzacions del índex són fetes sense haver d'utilitzar cap interfície 
del Apache Lucene. Precisament, la sincronització entre l'índex i la base de dades és un 
punt dèbil del motor de cerca Apache Lucene i que Hibernate Search resol i simplifica. 
Per interactuar amb els índexs del motor de cerca, Hibernate Search té la notació de 
DirectoryProviders. Un directory provider gestionarà el índexs emmagatzemats en una 
determinada localització. 
Respecte a aquest projecte, s'ha decidit que els índex que utilitza el motor de cerca 
Apache Lucene siguin emmagatzemats al sistema de fitxers. Per defecte, en els 
sistemes Linux, es guardaran a /var/lucene/indexes. Hi han altres alternatives que el 
lector podrà consultar en el manual d'Hibernate Search si vol profunditzar en el 
coneixements d'aquesta eina. 
7.4.2.1 Elements a cercar 
Fet aquest ràpid resum de com funciona Hibernate Search, anem a esmentar com pot 
utilitzar el nostre projecte les seves funcionalitats relatives a la cerca. El primer pas 
que hem de seguir es enumerar que és el que volem cercar a la nostra base de dades. 
Repassant els requeriments funcionals del sistema ens trobem que necessitem cercar: 
 Execucions de diagrames de flux per la consulta de resultats. 
 Accions d'usuaris pel registre del sistema. 
El segon pas és determinar quines són les entitats de domini que volem cercar: 
 Cerca de resultats: Classe Execucio. 
 Registre del sintema: Classe Log. 
 
El tercer pas, és indicar-li a Hibernate Search que aquestes classes són candidates a 
indexar i que, per tant, per poder realitzar cerques utilitzant el motor Apache Lucene 
s'hauran de crear els índexs corresponents. 
Per assenyalar aquestes classes com a indexables i construir els índexs corresponents 
haurem de modificar les classes de domini afectades. La integració amb Hibernate fa 
que Hibernate Search utilitzi unes “anotacions” a les classes per construir el 
corresponent índex. 
Per il·lustrar aquestes anotacions que es fan a la entitat de domini, mostrarem 






















Figura 7-11 Codi classe Execució amb les anotacions d’Hibernate Search 
 
Seguint l'enumeració per cada anotació en la classe tenim: 
1. @Indexed. Indica que aquesta classe és indexable i, per tant, que es 
requereix construir un índex per realitzar la cerca. 
 
2. @DocumentId. Indica el identificador únic de la classe. A nivell de base de 
dades seria la clau primària, és a dir, l'atribut (o atributs) que identifiquen 
una fila en una taula determinada. 
 
 
3. @IndexedEmbedded. Aquesta anotació s'utilitza si un element d'una relació 
conté algun component de l'índex. En aquest cas, com un possible criteri de 
cerca tenim el nom de l'usuari, el qual està dins la classe Usuari. En aquest 
@Indexed                  
public class Execucio implements java.io.Serializable { 
@DocumentId                 
private Integer id; 
 @IndexedEmbeded                 
private Usuari usuari; 
 @IndexedEmbedded 
private Workflow workflow; 
private Planificacio planificacio; 
@Field(index = Index.UN_TOKENIZED, store = Store.NO)                 
@DateBridge(resolution = Resolution.DAY)                 
private Date dinici; 
private String directori; 
@Field(index=Index.TOKENIZED, store=Store.NO) 
private String estat; 
private Date dfinal; 
private Set<ExecucioError> execucioErrors = new HashSet<ExecucioError>(0); 







cas, la classe Usuari requerirà anotacions addicionals indicant l'atribut 
candidat a formar part de l'índex. 
 
4. @Field. Cada atribut candidat a índex haurà de tenir aquesta anotació. 
 
 
5. @DateBridge. Apache Lucene és un motor de cerca de text, literalment 
només espera una cadena de caràcters a cercar. Tots els tipus diferents a 
String (classe Java), hauran de ser convertits  a la seva representació en 
caràcters i viceversa. En aquest cas, per atributs en format de data, es pot 
utilitzar aquesta anotació. 


















public class Usuari implements java.io.Serializable { 
 
 private Integer id; 
 @Field(index=Index.TOKENIZED, store=Store.NO)                 
 private String username; 
 private String password; 
 private String nom; 
 private String cognom; 
 private String email; 
 private boolean administrador; 
 private Set<UsuariProjecte> usuariProjectes = new 
HashSet<UsuariProjecte>(0); 
    @ContainedIn                 








1. @Field. Cada atribut candidat a índex haurà de tenir aquesta anotació.  
 
2. @ContainedIn. Aquesta anotació es posarà o no en funció de la 
navegabilitat de l'associació. En cas d'associacions que només són 
navegables en una direcció no s'ha de posar. En el cas d'associacions 
bidireccionals es requereix aquesta anotació, que qualsevol canvi el la 
classe associada ha de reflectir-se en l'índex. 
 
El quart i últim pas és implementar l'operació de cerca per obtenir els resultats segons 
la consulta. La integració amb Hibernate facilita la implementació ja que permet 
realitzar la cerca de forma molt semblant a una consulta de la base de dades utilitzant 
Hibernate. 
L’única diferència es que s’ha de construir una consulta especial en format Lucene. 
Una consulta Lucene té aquest format: 
Camp1:valor1 [and/or/not] ... CampN:valorN 
Per més informació com construir una consulta Lucene, consultar (24). 
7.5 Implementació de l’execució de fluxos de 
treball: Kepler 
En la implementació de l’execució de fluxos de treball se’ns plantegen els reptes 
següents: 
1. Executar un diagrama de flux Kepler, canviant els paràmetres dinàmicament 
segons la voluntat de l’usuari. 
 
2. Capturar els resultats de la execució i guardar tots els arxius utilitzats i 
generats durant la mateixa. 
 
 
3. Generar, per cada execució, el corresponent informe (prèviament 






Per tal de resoldre els reptes necessitarem implementar (o utilitzar adequadament si ja 
ho està) el següent: 
 Utilitzar el Kepler per executar un diagrama de flux amb el valor dels seus 
paràmetres escollit per l’usuari. 
 Les dades generades per l’execució han de ser persistents, és a dir, s’han de 
guardar en una base de dades. Kepler conté el mòdul Provenance que realitza 
aquesta tasca. 
 La generació del informe serà un cop s’hagi executat el diagrama de flux i amb 
les dades capturades a la base de dades. Kepler conté el mòdul Reporting per la 
generació del informe a partir dels resultats generats per una execució. 
7.5.1 Execució d’un diagrama de flux Kepler 
Per l’execució d’un diagrama de flux utilitzarem la funcionalitat de Kepler que executa 
diagrames de flux per línia de comandes. La gran avantatge d’aquesta funcionalitat és 
que utilitza els recursos mínims per una execució. 
Un diagrama de flux està representat en un arxiu XML amb un format determinat. Com 
a novetat en la versió 2, amb les noves funcionalitats que ofereix Kepler, aquest arxiu 
està a dins d’un altre de tipus KAR (Kepler ARchive, format especial del Kepler). 
Un arxiu KAR és un arxiu comprimit, derivat del format JAR17, que conté altres tipus 
d’arxius com pot ser: 
 Diagrama de flux en format XML 
 Esquema del informe en format XML 
 Resultats de l’execució en format XML 
 Informe en format XML 
 Informe en format PDF 
 
A la plataforma només s’acceptaran formats d’aquest tipus i serà el propi Kepler que 
s’encarregarà d’extraure el diagrama de flux del arxiu KAR i executar-lo. 
Per executar un diagrama de flux necessitem: 
 Paràmetres del diagrama de flux i els valors corresponents 
                                                        
17
 JAR(Java Archives): Format exclusiu de Java que permet empaquetar molts arxius en un sol per 





 Diagrama de flux 
 Si el diagrama de flux incorpora un informe, el esquema del informe ha 
d’estar dins de l’arxiu KAR. 
 
7.5.2 Mòdul Provenance 
Uns dels majors inconvenients de la versió 1.0 del Kepler és la impossibilitat de guardar 
les dades que s'ha generat producte d'execucions anteriors. Aquest problema 
provocava que no es podien  recuperar dades, consultar-les i poder prendre decisions 
respecte a dades històriques. 
A la versió 2.0, aquest problema es soluciona amb la implementació del mòdul de 
Provenance, que guarda totes les dades que genera el flux de treball durant la seva 
execució. Aprofitant aquesta nova capacitat de Kepler, guardarem tota la informació 
que genera una execució per a la seva posterior consulta. A més, el fet de tenir 
guardada la informació persistentment ens dóna la possibilitat de generar informes 
sobre l'execució. 
Dades susceptibles a mostrar que captura el Provenance: 
 Estat d'una execució d'un diagrama de flux. Quan ha començat, quan ha acabat 
i amb quin resultat. 
 Valor dels paràmetres que s'han utilitzat com a entrada del diagrama de flux 
 Valors que han tingut els ports (sortides) producte de l’execució. 
 En el cas d'error en una l'execució, veure que l'ha causat. 
 
Per tant, tota execució d'un diagrama de flux en el nostre sistema generarà informació 
que pot ser útil i posteriorment consultada. Per tal d'utilitzar el mòdul de Provenance 
adequadament es procedirà a configurar-lo. 
7.5.2.1 Configuració del mòdul de Provenance 
 
El mòdul de Provenance incorpora un arxiu de configuració per adaptar-lo a les 
necessitat del nostre projecte. La nostra estratègia serà crear una base de dades per 
emmagatzemar les dades que genera el Provenance i utilitzar la API que ens 





funcionalitats que necessitem, es crearà una altra que n'extendrà les seves 
funcionalitats. 
 
Les raons de crear una base de dades independent a la nostra són les següents: 
 El esquema relacional del Provenance NO és definitiu. Durant la realització del 
projecte, el esquema relacional que utilitza el mòdul ha canviat notablement. 
 Els canvis al esquema relacional poden provocar pèrdua de les dades i errors 
que volem mantenir aïllats. El mòdul de Provenance no és capaç d'actualitzar el 
esquema existent, sinó que el crea tot de nou. 
 
Utilitzarem el API del mòdul Provenance per obtenir un subconjunt de les dades 
generades en cada execució i poder guardar-les a la nostre base de dades. Es 
modificarà el arxiu de configuració, perquè es guardin les dades a la base de dades que 
hem habilitat per això. 
Inicialment, la base de dades estarà completament buida i serà el mòdul de 
Provenance que crearà el esquema relacional quan es realitzi la primera execució d'un 
diagrama de flux qualsevol. 
L'API per accedir a la base de dades està localitzada  a 
org.kepler.provenance.Queryable i la implementació actual de la interfície que 
utilitzarem es troba a org.kepler.provenance.slq.SQLQueryV8. 
 
Donat a que les operacions que necessitem no s'ajusten exactament al que volem, 
hem creat una interfície per obtenir les dades de la base de dades del Provenance i 












Els mètodes que oferirà la interfície per obtenir dades de la base de dades del 
Provenance és la següent: 
 
 
public HashMap<String,String> valorParametreExecucio(int exeId)  
Pre: exeId és un identificador d’execució vàlid 
Post:Retorna una llista de parelles clau-valor de tots els paràmetres del workflow amb 
l'execució identificada amb el número exeId. 
 
 
public  HashMap<String,String> ValorPortsExecucio(int exeId 
Pre: exeId és un identificador d’execució vàlid 
Post: Retorna una llista de parelles clau-valor de tots els ports del workflow amb 
l'execució identificada amb el número exeId. 
 
 
public int getProvenanceId(int exeId) : enter 
Pre: exeId és un identificador d’execució vàlid 
Post: Retorna un número que indica el identificador de l'execució amb id exeId de la 
base de dades Provenance. 
 
 
public  void guardarResultats(HashMap<String,String> resultats, int exeId, int wfId)  
Pre: exeId és un identificador d’execució vàlid 
Pre: wfId és un identificador de diagrama de flux vàlid 
Post: Els resultats representats per la llista de claus-valor resultats de l'execució 
execId, del workflow wfId s'han fet persistents a la base de dades. 
 
 
public String getErrorExecucio(int exeId)  
Pre: exeId és un identificador d’execució vàlid 





null en el cas de que l'execucució no tigui cap error. 
 
 
public String getErrorActor(int exeId)  
Pre: exeId és un identificador d’execució vàlid 
Post: Retorna el nom de l'actor que ha provocat el error de l'execucio identificada 




public boolean ExecucioAmbError(int exeId)  
Pre: exeId és un identificador d’execució vàlid 
Post: Retorna el nom de l'actor que ha provocat el error de l'execucio identificada 




















7.5.2.2 Model relacional del mòdul de Provenance 
 







7.5.3 Mòdul Reporting 
 
Una altra novetat de la versió 2.0 és la incorporació d'un mòdul de reporting, amb la 
capacitat de generar un informe per poder visualitzar les dades generades durant 
l'execució d'un workflow. 
 
Dins la GUI de Kepler, a més de l'edició del propi workflow, hi ha l'oportunitat de 
dissenyar l'estructura del informe i on aniran les dades que s'han generat durant 
l'informe. Per cada execució del propi diagrama de flux, el informe es generarà a partir 
de les dades generades i donarà al usuari una manera ràpida i intuïtiva de visualitzar el 
resultat de l'execució del diagrama de flux. 
 
L'avantatge de que el disseny del informe estigui integrat a dins la GUI de Kepler és 
que durant el disseny del diagrama de flux també es pot dissenyar el informe per 
visualitzar els resultats. El principal inconvenient d'aquest sistema és que un diagrama 
de flux només pot tenir un informe associat. 
 
A la plataforma, quan s'afegeix un diagrama de flux a un projecte també s'afegeix el 
informe associat i, per tant, es generarà el informe per cada execució segons el que 
s'ha dissenyat en la GUI. D'adopció del nou format d'arxiu Kepler, l'anomenat KAR, fa 
que dins aquest arxiu trobem el propi XML del diagrama de flux com també el XML que 
conté l'estructura del informe. 
 
Dins el disseny del informe, es poden afegir elements propis del flux de treball com: 
 Ports 
 Atributs dels actors (paràmetres de configuració de cada actor) 
 Relacions entre actors 
 





 XML flux de treball original 
 XML del disseny del informe 
 XML que conté la informació generada per l'execució 
 Informe de l'execució en format XML 
 Informe de l'execució en format PDF (a partir d'una transformació del informe 
en format XML) 
Exemple de KAR generat per la plataforma després d'una execució d'un diagrama de 
flux: 
 
Figura 7-14 Contingut arxiu KAR resultant d’una execució 
Com arxiu que deriva del format JAR, es podrà obrir per veure la informació que conté 


















7.6 Implementació model relacional al SGBD 
MySQL 
 
Dins la implementació pròpia del esquema relacional hem escollir el SGBD MySQL per 
implementar el nostre esquema relacional. La majoria de SGBD segueixen els 
estàndards del SQL, però en termes fora de l'abast de les consultes, és a dir, tipus de 
dades en els camps, generació d’identificadors, indexació de taules... cadascú té la 
seva implementació. 
En concret en aquest apartat ens referirem breument a la implementació de la 
generació automàtica d’identificadors en les taules relacionals. La generació 
d’identificadors serà depenent del sistema gestor de base de dades utilitzat. Aquest 
identificador, serà la clau primària, és a dir, determinarà la unicitat del element enfront 
d’altres del mateix tipus. 
Per implementar la generació d'identificadors s'ha decidit que aquest no tinguin cap 
significat de negoci, és a dir, que sigui simplement un número que es genera 
automàticament i que serveix per distingit a un element dels altres del mateix tipus. 
Avantatges: 
 La implementació és molt senzilla, ja que el MySQL té funcions que la faciliten. 
 El identificador ha de ser el més simple possible, és a dir, ha d'involucrar només 
un camp. 
 La implementació del mapeig objecte-relacional (l'eina Hibernate) ho 
recomana. 
 
La decisió que s'ha pres és que la generació d’identificadors per cada taula (exceptuant 
de les taules que s'han derivat de les relacions), es generarà auto incrementalment, és 
a dir, cada vegada que s'insereixi un nou element, el identificador serà una unitat 




















Figura 7-15 Codi SQL per crear la representació relacional de Projecte amb la generació del identificador 
automàtica 
En negreta, s'han ressaltat dues coses: el camp id, que es un auto incremental que 









CREATE TABLE  `cbi`.`projecte` ( 
  `id` int(11) NOT NULL AUTO_INCREMENT, 
  `nom_projecte` varchar(20) NOT NULL, 
  `data_creacio` datetime NOT NULL, 
  `descripcio` varchar(250) NOT NULL, 
  `codi` varchar(20) NOT NULL, 
  `observacions` varchar(255) DEFAULT NULL, 
  `directori` varchar(200) DEFAULT NULL, 
  `ocult` bit(1) NOT NULL, 
  PRIMARY KEY (`id`) 







En la fase de proves s’avalua la qualitat del sistema i es comprova que realitzi 
correctament totes les funcionalitats que es van detallar a l’especificació. 
Les primeres proves es van dur a terme durant la fase d’implementació. El sistema va 
ser desenvolupat en local i entre els dos estudiants. Cada mòdul es provava de forma 
exhaustiva abans de pujar-ho a un repositori comú. Al treballar en equip era bàsic que 
al servidor hi hagués en tot moment una versió estable de l’aplicació, d’aquesta 
manera quan un membre de l’equip sincronitzava el contingut del repositori no hi 
havia problemes ni pèrdues de temps innecessàries resolent errors.  
El sistema es desenvolupava en local i cada funcionalitat era testejada introduint tot 
tipus de valors i combinacions possibles. Una vegada es va tenir una versió definitiva es 
va revisar tot el sistema de forma integral provant tots els casos possibles. És 
important mencionar que les primeres proves es van realitzant sense un desplegament 
manual de l’aplicació, es feien des de el propi IDE. MyEclipse té la capacitat de 
desplegar automàticament l’aplicació en un servidor propi, d’aquesta manera 
s’agilitzaven molt les proves durant la implementació. 
Per validar l’accessibilitat de l’aplicació es van utilitzar els validadors HTML i CSS del 
W3C verificant que l’aplicació compleix amb els estàndards d’accessibilitat. 
Quan les proves van resultar satisfactòries es va fer un desplegament manual de la 
plataforma seguint el manual d’instal·lació que acompanya a aquesta memòria en un 
annex. Un cop  l’aplicació va ser desplegada es van fer proves integrals de tot el 
sistema. Per comprovar que el sistema era multiplataforma i parametritzable es va 
decidir instal·lar a diferents màquines on cadascuna tenia un entorn diferent. El 











8.1 Descripció de les proves  
Tot i les proves generals del funcionament del sistema, cada integrant del projecte ha 
estat responsable de provar la part del projecte implementada. A continuació 
s’enumeraran les proves que s’han fet per cada part de la implementació. 
 Capa de persistència Hibernate 
o Inserció, actualització, esborrat de totes les entitats de domini 
o Validació dels arxius de mapaig amb la base de dades amb Hibernate 
Validator. 
o Càrrega de la capa de persistència de totes les entitats de domini 
 Execució de diagrames de flux:Kepler 
o Identificació dels paràmetres i ports de sortida d’un diagrama de flux 
o Validació i configuració del mòdul de Provenance pel registre de les 
dades 
o Proves d’extracció de dades de la base de dades del mòdul Provenance 
o Validació generació informe 
 Programacio de tasques: Quartz 
o Validació de totes les programacions que ofereix el sistema 
o Proves de limitació de la concurrència d’execucions 
o Proves de prioritat d’execucions a l’espera 
 Cerca de resultats:Hibernate Search 
o Validació de diferents combinacions de filtres de cerca 
o Validació obtenció del PDF del informe 
o Validació  
 Monitorització 
o Validació generació arxiu CSV  de monitorització 
 Log del sistema 
o Validació del registre de totes les accions del sistema a la base de dades 









9 Escenaris d’aplicació de la 
plataforma 
Una vegada descrit tot el sistema, s’enumeraran possibles escenaris on l’aplicació del 
projecte seria beneficiosa. En aquest apartat volem donar èmfasi, en els diferents 
casos, de com la plataforma pot ajudar segons el cas que tractem. 
9.1 Una persona 
Tot i ser una plataforma d’àmbit col·laboratiu, els beneficis es poden enumerar en el 
cas de l’ús de la plataforma per una sola persona. Possibles beneficis: 
 Centralització de la gestió dels diagrames de flux. 
 Organització de les dades utilitzades per cada execució. Saber en tot moment 
quines dades s’han utilitzat i quins resultats s’han generat, es a dir, tenir una 
traçabilitat decisional.  
 Consulta dels resultats centralitzada.  
 
9.2 Un grup de recerca d’àmbit científic 
El treball en equip dins un grup de recerca és fonamental. La compartició d’informació 
i resultats del treball pot ajudar a la recerca en curs. Beneficis que pot aportar la 
plataforma: 
 Organització del grup de recerca en un projecte dins la plataforma. 
 Assignació de diferents rols als membres del grup dins la plataforma. 





 Compartició del resultats de la recerca per cada membre de l’equip. A partir de 
la col·laboració es poden millorar els fluxos de treball, afegint diferents versions 
del mateix a la plataforma. 
 Monitorizació dels resultats d’un diagrama de flux en concret pel seu posterior 
anàlisi. 
 Accés remot mitjançant un simple navegador web i una connexió a Internet. 
 
9.3 Una empresa 
Dins l’àmbit generalista de la plataforma també es pot incloure l’empresa com a 
possible escenari d’utilització de la plataforma. Cada vegada més, hi ha més empreses 
que utilitzen la mineria de dades per realitzar predicció de vendes o per classificar els 
seus clients en diferents grups. Imaginem una empresa farmacèutica que està fent 
assajos clínics sobre un nou medicament. Els assajos es realitzen a diverses 
localitzacions, separades geogràficament i es vol fer un seguiment i l’anàlisi dels 
resultats. En concret, es vol estudiar els efectes secundaris del medicament segons la 
tipologia del pacient i predir els efectes que possibles combinacions de medicaments 
pot provocar al pacient. 
Beneficis que pot aportar la plataforma:  
 Centralització de la gestió de fluxos de treball: la gestió es realitza en un sol 
punt. 
 Programació periòdica per l’execució de fluxos de treball per l’anàlisi utilitzant 
mineria de dades per veure l’evolució del estudi. 
 Programació de l’extracció de dades, anàlisi i generació d’un informe en un únic 
diagrama de flux per veure el progrés del assajos. 
 Organització dels treballadors segons projectes i rols. Separació dels assajos 
clínics en projectes, segons la finalitat del mateix. 
 Gestió dels projectes dins la mateixa plataforma segons equips de treball 
objectius a aconseguir. 
 Accés remot mitjançant un simple navegador web i una connexió a Internet per 





 Seguretat en la transmissió de les dades cap a/de la plataforma. 
 
10 Conclusions i balanç del 
projecte 
 
10.1 Revisió dels objectius 
Respecte els objectius que ens vam plantejar al principi del projecte s’han acomplert 
pràcticament tots. La plataforma que s’ha desenvolupat compleix tots els objectius 
plantejats al principi d’aquesta memòria. 
Tot i que s’han complert tots els objectius hi ha una funcionalitat que no s’ha 
implementat: la execució múltiple. La causa de no haver implementat aquesta 
funcionalitat ha estat la desviació de la planificació temporal que ens han portat altres 
objectius més prioritaris. Per tant, s’ha prioritzat la implementació i validació de les 
altres funcionalitats deixant la execució múltiple com a treball futur. 
El disseny i la implementació modular del projecte fa que sigui senzill afegir noves 
funcionalitats sense afectar a les altres permetent la futura millora de la plataforma.  
En l’apartat de treball futur hi trobem algunes funcionalitats que creiem que poden 
aportar un valor afegit a la plataforma i que es poden afegir posteriorment després de 
l’entrega del projecte. 
 
10.2 Calendari i planificació del projecte 
10.2.1 Tasques realitzades 
Aquest apartat descriu la planificació de les diverses tasques que formen part del 





 #. Identificador numèric de la tasca. 
 Tasca. Nom de la tasca. 
 Objectius. Objectius que engloba la tasca. 
 Treball realitzat. Treball que s’ha fet per assolir els objectius de la tasca. 
 Recursos necessaris. Software necessari per realitzar la tasca. 
 Temps previst. Estimació de temps feta al inici del projecte. 
 Temps real. Temps que s’ha trigat realment en realitzar la tasca. 
 Desviació. Diferència entre el temps previst i el temps real. 




Tasca Introducció al context del projecte 
Objectius Comprendre el context del projecte i on es situa la proposta 
Treball realitzat Investigar sobre el tema del projecte i buscar informació rellevant 
per tal d’entendre millor el tema i situar-se en el context. 
Recursos necessaris Llibres, articles i pàgines web presents a la bibliografia 
Temps previst 10 hores 
Temps real 10 hores 
Desviació - 




Tasca Estudi de la viabilitat del projecte 
Objectius Investigar sobre la possibilitat de desenvolupar el projecte proposat 
Treball realitzat Investigació en el context actual de: 
- L’existència d’eines on el seus objectius són semblants als 
del projecte. 
- Estudi de possibles solucions que permetin cobrir tots els 
objectius del projecte. 
Recursos necessaris Llibres, articles i pàgines web presents a la bibliografia 
Temps previst 30 hores  






Raó de la desviació L’objectiu inicial era utilitzar Pentaho però no oferia la possibilitat 
d’executar diagrames de flux. L’alternativa, el Kepler, va resultar més 




Tasca Anàlisi dels requeriments 
Objectius Determinar els requeriments del sistema 
Treball realitzat Mitjançant reunions amb el director i el co-director del projecte es 
discutien i s’acordaven els diferents requeriments que havia de tenir 
el sistema a desenvolupar. 
Recursos necessaris - 
Temps previst 20 hores 
Temps real 30 hores 
Desviació 10 hores 
Raó de la desviació Els requisits finals del projecte van diferir bastant de la idea inicial 
que es tenia. El procés de maduració i consolidació de les idees i la 
base del projecte va ser més llarg del previst ja que es va fer un ampli 
estudi de tot el ventall de possibilitats que hi havia a l’abast. Es per 







Objectius Especificació completa del sistema 
Treball realitzat - Determinació dels actors del sistema. 
- Especificació dels casos d’us. 
- Desenvolupament del model conceptual. 
Recursos necessaris Llibres indicats a la bibliografia. ArgoUML. 
Temps previst 20 hores 
Temps real 30 hores 
Desviació 10 hores 
Raó de la desviació En un inici les funcionalitats eren més senzilles però al final es van 





conseqüència el temps necessari per a l’especificació dels casos d’ús 




Tasca Disseny de la capa de presentació 
Objectius Dissenyar totes les interfícies necessàries per dur a terme les 
funcionalitats del sistema 
Treball realitzat Es va fer un croquis de les interfícies sobre paper  per tal d’explicar 
com seria la interacció del usuari amb elles. 
Recursos necessaris Paper i llapis 
Temps previst 10 hores 
Temps real 10 hores 
Desviació  




Tasca Casos d'us concrets 
Objectius Adaptar els casos d’us de l’etapa d’especificació incloent l’assignació 
de responsabilitats a la capa de persistència 
Treball realitzat Per cadascun dels casos d’ús descrits a l’etapa d’especificació hi ha 
post condicions que la seva responsabilitat es trasllada a la capa de 
persistència. 
Recursos necessaris Paper i llapis 
Temps previst 10 hores 
Temps real 10 hores 
Desviació  










Objectius Tenir una base sòlida de coneixement sobre arquitectures 
d’aplicacions web. 
Treball realitzat Estudiar i entendre les diferents arquitectures disponibles per a 
aplicacions web. 
Recursos necessaris Llibres, articles i pàgines web presents a la bibliografia 
Temps previst 10 hores 
Temps real 10 hores 
Desviació  
Raó de la desviació  
 
# 5.4 
Tasca Formació sobre patrons de disseny per la capa de persistència 
Objectius Tenir una base sòlida per aplicar el patrons de disseny adequats a la 
capa de persistència 
Treball realitzat Estudiar i entendre els diferents patrons disponibles per a 
aplicacions web. 
Recursos necessaris Llibres, articles i pàgines web presents a la bibliografia 
Temps previst 10 hores 
Temps real 10 hores 
Desviació  
Raó de la desviació  
 
# 5.5 
Tasca Determinació de l'arquitectura de la plataforma 
Objectius Determinar quina serà l’arquitectura del sistema a desenvolupar 
Treball realitzat Es determinen les possibles solucions i es pren la decisió d’adopció 
de l’arquitectura més adient. 
Recursos necessaris Llibres, articles i pàgines web presents a la bibliografia 
Temps previst 10 hores 
Temps real 10 hores 
Desviació  








Tasca Formació tecnologies necessàries pel disseny 
Objectius Estudiar quines tecnologies disponibles hi ha i s’adapten millor a les 
necessitats del sistema. S’estudien les tecnologies per: 
- Capa de negoci 
o Kepler 
o Quartz 
o Hibernate Search 
- Capa de persistència 
o Hibernate 
o MySQL (aspectes tecnològics fora del estàndard SQL 
i específics d’aquest SGBD) 
Treball realitzat Per cada cas d’ús, veure quines tecnologies possibiliten el seu 
disseny i implementació. 
Recursos necessaris Llibres, articles i pàgines web presents a la bibliografia 
Temps previst 30 hores 
Temps real 40 hores 
Desviació 10 hores 
Raó de la desviació L’estudi del Kepler va ser complicat a causa de la poca documentació 




Tasca Disseny controladors casos d’ús 
Objectius Dissenyar els controladors pels casos d’ús següents: 
- Execució diagrama de flux 
- Planificació tasques 
- Monitorització 
- Cerca de resultats 
Treball realitzat Disseny de la seqüència d’operacions necessàries per cada cas d’ús 
Recursos necessaris UML 
Temps previst 40 hores 










Tasca Disseny generació persistència automàtica 
Objectius Realització d’un prototipus per la capa de persistència. 
Treball realitzat Realització d’un prototipus d’aplicació amb per provar el mapeig 
d’objectes a la base de dades. 
Recursos necessaris Llibres, articles i pàgines web presents a la bibliografia. 
Temps previst 20 hores 




Tasca Disseny model relacional 
Objectius Traducció del model conceptual fet a especificació al model 
relacional per a la base de dades. 
Treball realitzat o Normalització esquema conceptual 
o Disseny lògic de la base de dades 
o Tractament de les restriccions d’integritat 
o Tractament de la informació derivada 
 
Recursos necessaris UML, SQL 
Temps previst 20 hores 




Tasca Assignació responsabilitats de la capa de persistència 
Objectius Assignar pre i post condicions per cada operació dins el cas d’ús la 
responsabilitat de qual es derivi a la capa de persistència. 
Treball realitzat Per cada operació de cas d’ús comprovar si és reponsabilitat de la 
capa de persistència implementar-la. 
Recursos necessaris  
Temps previst 10 hores 








Tasca Disseny operacions capa persistència 
Objectius Disseny de les operacions necessàries d’acord amb l’assignació de 
responsabilitats a la capa de persistència. 
Treball realitzat Aplicació del patró DAO i data mapper pel disseny de les operacions 
Recursos necessaris  
Temps previst 10 hores 
Temps real 15 hores 
Desviació Poca experiència en l’aplicació dels patrons a la capa de persistència 
 
# 6.1 
Tasca Implementació capa de persistència amb Hibernate 
Objectius Lectura i modificació d’objectes de domini a la base de dades 
Treball realitzat Configuració de la capa de persistència amb Hibernate, això inclou: 
- Implementació arxius de mapping per domini 
- Implementació del model relacional al SGBD MySQL 
Recursos necessaris Hibernate, SBGB MySQL 
Temps previst 30 hores 
Temps real 25 hores 
Desviació El prototip va ser millor del pensat i es va poder aprofitar molta cosa 
 
# 6.2 
Tasca Implementació operacions capa de persistència 
Objectius Implementació de totes les operacions derivades de l’assignació de 
responsabilitats 
Treball realitzat Implementació de cada operació utilitzant funcionalitats d’Hibernate 
per interactuar amb el model relacional. 
Recursos necessaris Hibernate 
Temps previst 25 hores 














Tasca Implementació execució diagrames de flux Kepler 
Objectius Tenir la capacitat de llegir els paràmetres i ports d’un diagrama de 
flux, modificar-los dinàmicament i executar un diagrama de flux. 
Captura de tota la informació generada en una execució i generació 
del informe corresponent. 
Treball realitzat - Implementació d’un parser XML per llegir els paràmetres i 
ports d’un diagrama de flux 
- Execució d’un diagrama de flux utilitzant el API de línia de 
comanda 
- Captura de dades amb el mòdul Provenance 
- Generació del informe amb el mòdul Reporting 
Recursos necessaris Java, Kepler 
Temps previst 50 hores  
Temps real 80 hores 
Desviació El canvi d’arquitectura i les versions  
 
# 6.4 
Tasca Implementació programació de tasques 
Objectius Implementació de la funcionalitat de programació d’execucions de 
diagrames de flux 
Treball realitzat Integració de Quartz dins la plataforma per la programació 
d’execucions 
Recursos necessaris Quartz 
Temps previst 30 hores 




Tasca Cerca de resultats 






Treball realitzat Implementació d’Hibernate Search per realitzar la cerca. 
Recursos necessaris Hibernate Search 
Temps previst 40 hores 




Tasca Monitorització d’execucions 
Objectius Implementació la monitorització de les sortides d’una execució 
mitjançant la generació d’un CSV. 
Treball realitzat Generació d’un CSV per guardar les execucions d’un diagrama de 
flux, donat els paràmetres i les sortides. 
Recursos necessaris Llibreria Java generaciño CSV 
Temps previst 20 hores 




Tasca Log del sistema 
Objectius Mantenir un log de totes les accions que realitza cada usuari dins el 
sistema 
Treball realitzat Per cada operació que realitzi una acció, introduir la part de registre 
de l’acció. 
Recursos necessaris Hibernate, Hibernate Search, MySQL 
Temps previst 20 hores 




Tasca Proves i correcció d’errors 
Objectius Comprovar que totes les funcionalitats del sistema compleixin la 
seva funció. Detectar possibles errors en la programació i corregir-
los. 
Treball realitzat Proves integrals de totes les funcionalitats del sistema un cop 
acabada la implementació 





Temps previst 40 hores 




Tasca Redacció de la memòria del projecte 
Objectius Documentació del tot el procés de desenvolupament del projecte 
Treball realitzat Realització de la memòria amb tot el treball realitzat en el projecte. 
Recursos necessaris Processador de textos 
Temps previst 100 hores 
Temps real 120 hores 
Desviació Correccions per part dels professors d’aspectes de la memòria 
 
10.2.2  Planificació i calendari 
La realització d’aquest projecte va començar el Febrer del 2009 d’una idea inicial que 
ha diferit molt de la realitzada finalment.  La principal dificultat del projecte ha estat 
l’exploració d’alternatives a la idea inicial proposada, la qual no es podia realitzar amb 
les tecnologies que es proposaven. Per tant, tot el projecte és fet des de zero, des de 
l’estudi de les alternatives inicials fins a la presentació del mateix. 
Molt de l’esforç d’aquest projecte s’ha dedicat a la concepció del mateix 
En el meu cas, la meva dedicació al projecte ha estat a temps parcial, ja que al igual 
que el meu company, estem treballant a una empresa. En el meu cas, la meva jornada 
laboral és de 30 hores setmanals, la qual cosa només m’ha permès dedicar-me al 
projecte a temps parcial. A més, a partir del setembre del 2009, vaig començar a la 
Universitat de Barcelona la llicenciatura d’Economia. 
Com a mitjana, la dedicació a la setmana al projecte ha estat d’unes 25 hores 
setmanals durant el temps de realització del projecte. Cal descomptar de tot aquest 
temps els períodes de vacances on es va deixar el projecte parat. 
La planificació inicial contemplava l’entrega del projecte al febrer del 2010, però veient 






10.2.2.1 Planificació fase inicial: Especificació i disseny 






10.2.2.2 Planificació etapa implementació i proves 
 





10.3 Cost del projecte 
Per calcular el cost del projecte realitzarem els següents càlculs: 
- Hores dedicades en el desenvolupament del mateix. 
- Cost del hardware i software necessari pel seu funcionament. 
- Amortització del material utilitzat en el seu desenvolupament. 
La càrrega lectiva del PFC en l’enginyeria en Informàtica és de 20 hores per cada 
crèdit. Per tant, si el PFC equival a 37,5 crèdits, ens dóna un total de 750 hores de 
treball. D’acord amb la planificació de l’apartat anterior, la distribució d’hores és la 
següent: 
1. Introducció al context del projecte. 30 hores. 
2. Estudi viabilitat del projecte. 30 hores. 
3. Anàlisi de requeriments. 30 hores. 
4. Especificació. 30 hores. 
5. Disseny. 180 hores. 
6. Implementació. 240 hores. 
7. Proves i correcció d’errors. 40 hores. 
8. Redacció de la memòria. 120 hores. 
9. Preparació presentació defensa del projecte. 15 hores. 
10. Reunions de seguiment. 20 hores. 
En total, per la realització d’aquest projecte s’han dedicat unes 735 hores. 
Per tal d’establir un cost de factor treball, establirem un preu de 20€/hora. No es 
distingirà el preu/hora segons el rol que s’ha hagut d’assumir (analista, programador, 
etc.) per simplificar els càlculs. Actualment, en el món laboral, cada vegada es més 
comú que qualsevol treballador sigui capaç d’assumir diversos rols en el 
desenvolupament del treball. 
 
Número hores Cost per hora (€) Cost total (€) 
735 h 20 14700 
 
Per la implantació del projecte, s’ha decidit que tota la plataforma vagi allotjada en 





servidor, hem escollit el model DELL™ PowerEdge™ R710 (SV2R710) amb les següents 
característiques: 
Base PowerEdge R710 Rack Chassis, Up to 4x 3.5" HDDs, Intel 5500 Series 
Support 205162 1 [210-27063]  
 
Processador Intel Xeon E5506, 4C, 2.13GHz, 4M Cache, 4.80GT/s, 80W TDP, Memory runs at 
800MHz 
Memoria 8GB Memory for 1 CPU, DDR3, 1066MHz (2x4GB Dual Ranked UDIMMs) + 
Raid C3 - RAID 1 for PERC H200 or H700 Controller, 2 HDDs  
Disc dur 2x1TB, SATA, 3.5-in, 7.2K RPM Hard Drive 
TCP/IP Embedded Gigabit Ethernet NIC with 4P 
Dispositius 
òptics 
16X DVD-ROM Drive SATA 
 
El cost del servidor a la pàgina de Dell, a dia 19 de Juny del 2010 és de 2330,44 €. 
  
Per últim, per la realització d’aquest projecte, s’ha utilitzat un material, on el seu cost 
d’amortització ha d’ésser imputat al cost total del projecte. En aquesta part dividirem 
en cost en termes de software (programari) i en termes de hardware. 
 Software 
o Tot el projecte està implementat amb tecnologia Open Source i, per 
tant, no té cap cost associat la utilització de les mateixes. 
o Per la implementació del projecte s’ha utilitzat el IDE MyEclipse, el qual 
la seva llicència d’ús és de 40€ anuals. 
 Hardware 
Per la implementació s’ha utilitzat el portàtil Dell XPS 1330M el qual té un preu de 
mercat sobre els 900€ d’acord a la configuració del portàtil. La durada d’un portàtil 
s’estima en uns 3 anys. Per la realització del projecte, s’ha utilitzat el portàtil durant 1 








Cost Temps de vida (mesos) Temps utilitzat 
(mesos) 
% imputable Cost imputable 




Amortització hardware utilitzat per la 
implementació 
350€ 
Cost llicència software MyEclipse per la 
implementació 
40 € 
Cost factor treball 14700 € 
Cost hardware necessari per la seva 
implantació 
2330,44 €. 
Total 17420,44 € 
 
10.4 Problemes trobats 
Durant la realització d’aquest projecte, el principal problema al qual ens hem enfrontat 
ha estat la integració de Kepler dins la plataforma. El pas de la versió 1.0 a la 2.0 
implica un canvi radical en l’arquitectura del seu sistema. Els canvis que han creat un 
major desviament del temps dedicat al projecte ha estat: 
 A la versió 2.0 els arxius de diagrames de flux estan a dins d’un fitxer amb 
extensió KAR (format exclusiu del Kepler) 
 Canvis en el mòdul de Provenance per la captura de les dades de les 
execucions, en concret, contínues modificacions en el model relacional. A Juny 
del 2010 encara no està registrada un a versió definitiva del mòdul de 
Provenance. 
 El mòdul de Reporting també es troba en un estat provisional. Es va haver de 
requerir als desenvolupadors del Kepler que donessin la possibilitat de crear un 
informe un cop acabada l’execució, ja que sinó ens haurien obligat a modificar 
el codi del mòdul. 
La provisionalitat d’aquests mòduls va fer que hagués d’estar permanentment en 
contacte amb l’equip del Kepler per informar-me si certs aspectes estaven 
implementats. La comunicació amb l’equip del Kepler s’ha fet a través de correu 





Aquest contacte constant amb l’equip del Kepler ens ha permès conèixer més 
profundament l’aplicació, a l’hora de proposar millores i corregir errors que vam trobar 
durant el desenvolupament del projecte. 
Un altre aspecte a esmentar en la poca documentació que hi ha a disposició d’un 
programador per poder utilitzar el Kepler. Des del meu punt vista, crec que seria 
necessari una documentació clara per la seva utilització dins un altre projecte com 
altres tecnologies que utilitzem (Hibernate, Quartz,...). Podríem concloure, respecte el 
Kepler, que com aplicació standalone és molt bona però la falta de documentació per 
programadors fa que sigui molt complicat integra-ho en un altre projecte. 
Com s’ha vist en l’apartat de planificació del projecte, la integració del Kepler, ha estat 
la tasca que ha sofert major desviació provocant un sobrecost en terme d’hores 
dedicades. 
 
10.5 Futur del projecte. Possibles millores. 
Pensant en el futur hi ha dues línies sobre les que es podria treballar per tal de millorar 
i adaptar el sistema per oferir noves funcionalitats als usuaris: 
- Millora de les possibilitats de les execucions. 
- Millora en l’ambient col·laboratiu i participatiu entre els usuaris. 
 
 
Millora en la possibilitat de parametrització de les execucions 
Actualment quan en el sistema es realitza la configuració d’una execució l’usuari pot 
introduir un valor per cadascun dels paràmetres proposats. La idea es que en comptes 
d’introduir un valor per paràmetre pugui afegir tants com en necessiti o vulgui provar. 
D’aquesta manera les possibilitats d’experimentar amb els valors de les execucions es 
















Figura 10-3 Execució múltiple 
 
Actualment a la plataforma s’introduiria un valor per cadascun dels paràmetres: P1 
(v1), P2(v2) i P3(v3) i el resultat de la configuració seria un execució amb els valors 
corresponents: Ex(v1,v2,v3). 
Amb la nova manera de configurar l’execució i poder introduir més d’un valor per 
paràmetre es tindria: P1(v1...vn), P2(v1...vn) i P3(v1...vn) i el resultat seria un conjunt 
d’execucions tant gran com combinacions de valors entre paràmetres hi hagi: Ex1( 
P1(v1), P2(v1),p3(v1)), Ex2(P1(v2), P2(v1),p3(v1)), etc. 
En quan a funcionalitat al usuari això li aporta una major potencia i flexibilitat però pel 
conjunt del sistema comporta diferents inconvenients. El principal inconvenient és la 
possible saturació del processament de les execucions i com a conseqüència la caiguda 
del sistema. Actualment ja es controla el número màxim d’execucions que es poden 
executar de forma concurrent,ja que diferents usuaris poden realitzar execucions a la 
vegada, però s’aplicaria un segon nivell de seguretat i es posaria un límit de número de 
combinacions resultat que pot tenir una configuració. D’aquesta manera es podria 
limitar el número d’execucions que es generarien. Aquest límit podria estar especificat 
en l’arxiu de propietats i així es modificaria en funció de la capacitat de processament 
de la màquina en la que estigui desplegada l’aplicació. 
Actualment el sistema ja compta amb la interfície plenament adaptada a aquesta 
norma forma de procedir a l’hora de configurar les execucions. L’únic que s’hauria de 













Millora en l’ambient col·laboratiu i participatiu dels usuaris 
La plataforma és un punt centralitzat de solucions i resultats i aquests poden ser 
compartits de forma fàcil i flexible entre els usuaris, però encara es pot donar un pas 
més. La idea es que els usuaris participin d’una forma més directa i la interacció entre 
ells millori. El fet de poder compartir resultats entre ells és un pas molt important però 
seria molt útil que ells poguessin  deixar comentaris sobre les solucions, execucions, 
etc. Millorant així la transferència de coneixement. A part de comentar, un altre punt 
important seria comptar amb un espai on ells poguessin debatre i escriure sobre els 
temes que els hi interessessin fent referència o no als continguts de la plataforma. Per 
tal de dur això a la pràctica s’ha pensat implantar a la plataforma un fòrum. Seguint en 
la línea general del projecte es faria mitjançant algun sistema software de codi lliure 
que ja implementés totes les funcionalitats necessàries. En aquest cas s’optaria per el 
sistema JForum.  
 
Altres millores 
A part de millorar el sistema de forma directa aquest també es pot veure afavorit de 
forma indirecta. En aquesta cas ens centrem en el Kepler i en la seva evolució. 
Actualment el Projecte Kepler compta amb suport i subvencions del govern Americà 
per tal de continuar amb la tasca de desenvolupament i recerca. Tenen un full de ruta 
molt ambiciós que els portarà a finalitzar la versió 2 i orientar-se cap a una tercera 
versió. El mòdul que més s’espera que evolucioni és el de Reporting, actualment és un 
mòdul completament nou i s’esperen noves versions i millores. El fet que el Kepler 
evolucioni afavoreix directament a la plataforma que podria adquirir noves capacitats 












11 Conclusions personals 
 
11.1 Coneixements utilitzats durant el projecte 
Durant la realització de l’enginyeria en informàtica a la Facultat d’Informàtica de 
Barcelona, he realitzat diverses assignatures que han resultat molt útils per aquest 
projecte. En concret, podem separar segons en l’àmbit que s’hagi utilitzat del projecte. 
 Enginyeria del Software I,II: Especificació i disseny del projecte. 
 Disseny i Administració de Bases de Dades: Disseny i implementació de la capa 
de persistència de la plataforma. 
 Sistemes d’Informació per les Organitzacions: Aquesta assignatura optativa va 
ser clau a l’hora de motivar-me per la realització d’aquest projecte. 
 Seguretat en els Sistemes informàtics: Seguretat de la plataforma web, en 
termes de la transmissió de les dades entre el client i el servidor. 
És reconfortant comprovar que s’han utilitzat molts dels coneixements adquirits 
durant l’enginyeria. 
11.2 Coneixements adquirits durant el projecte 
Aquest projecte ha estat un repte en termes d’aprenentatge ja que, com és lògic, 
l’enginyeria en informàtica no cobreix tots els coneixements necessaris per la 
realització del projecte. 
Que ens proporciona l’enginyeria? Des del meu punt de vista, ens proporciona les 
metodologies i les capacitats necessàries per afrontar un projecte d’aquesta 
envergadura. Les tecnologies són molt canviants; estan en evolució continuadament. 
Les metodologies són més estables i donen una base sòlida per enfrontar-se als 






Només remarcar, en aquest apartat, que aquest projecte a més d’adquirir uns 
coneixements tecnològics, també m’ha proporcionat una experiència enriquidora en el 
treball en equip. 
 
11.3 Futur personal 
Amb la realització d’aquest projecte acaba una etapa de formació acadèmica i personal 
molt important. Durant el transcurs de l’enginyeria, a la Facultat Informàtica de 
Barcelona, he adquirits molts coneixements i experiència que segur que utilitzaré en 
els transcurs de la meva vida professional. 
Actualment, vull orientar la meva carrera professional cap el món del Business 
Intelligence. Sota el meu punt de vista és molt important no tancar-se en l’aspecte 
tècnic sinó entendre el negoci i ser capaç de comunicar-se amb un usuari de negoci 
fluidament. 
La tecnologia ha d’estar al servei del processos primaris d’una empresa: ha de donar-
los suport. La tecnologia i el negoci no han d’estar l’un d’esquena a l’altra sinó que ha 
de ser la tecnologia la qual s’ha d’adaptar. La meva creença que la tecnologia ha 
d’estar al servei del negoci i per aquesta raó crec que el Business Intelligence tindrà un 
gran creixement els pròxims anys. 
Aquestes inquietuds es veuen reflectides en altres àmbits. L’any passat vaig començar, 
a la Universitat de Barcelona, la llicenciatura d’Economia. Personalment, tinc la 
inquietud de ampliar la meva visió sobre les coses, no només des de un punt de vista 
tècnic sinó també humanístic.  
Tinc previst, a més d’acabar el grau d’Economia, fer algun postgrau o màster relacionat 
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 Java versió 5 o superior (http://java.sun.com/javase/downloads/index.jsp) 
 Sistema Gestor de Base de Dades MySQL versió 5.1 o superior 
(http://www.mysql.com/) 
 Servidor d'aplicacions Apache Tomcat versió 5.5 (http://tomcat.apache.org/) 
 Kepler-2.0 Release Candidate (https://code.kepler-
project.org/code/kepler/releases/installers/) 
 R project for Statistical Computing (http://www.r-project.org/) 
 Navegador web Internet Explorer 8, Firefox 3.5 o Google Chrome  
 
El software adjuntat per l’ instal·lació de la plataforma és el següent: 
 Arxiu WAR que conté tota la plataforma web. SBI.war 
 Arxiu SQL que conté els scripts necessaris per la construcció de les bases de 
dades necessàries per la persistència. Arxiu SBI_DB_V1.sql 
 Instal·ladors del Kepler 2.0 RC3 per Windows, Linux i Mac OS. 
o Linux: Kepler-2.0-RC3-linux.jar 
o Windows: Kepler-2.0-RC3-windows.jar 
o Mac OS: Kepler-2.0-RC3-macos.jar 
 
Pas 1: Instal·lació del programari Kepler al sistema 
A mes de maig del 2010, la versió actual del Kepler és la 2.0RC3 (Release Candidate). 
Aquesta versió, com el seu nom indica, és candidata a versió definitiva i només serà 
modificada per corregir errades (bugs) menors. 
Segons el sistema operatiu disponible, escollir l'arxiu i executar per línia de comandes:  






Si l'usuari no té instal·lat l'eina R, l'instal·lador li ofereix la possibilitat d'instal·lar-la junt 
amb el Kepler. 
 
Malauradament, el Kepler no està preparat per treballar amb direccions relatives i no 
troba alguns arxius necessaris per la seva configuració si no realitzem el següent pas: 
 
 Dins el directori d'instal·lació del Kepler, copiar el directori build-area cap el 




Pas 2: Creació de les bases de dades de la plataforma. 
Mitjançant qualsevol eina per realitzar consultes o executar scripts al SGBD MySQL, 
executar el SBI_DB_V1.sql per crear els tres esquemes corresponents a les diferents 
bases de dades. Els esquemes creats són els següents: 
 
 El que conté la base de dades necessària per emmagatzemar les dades per la 
plataforma web es diu sbi. 
 El que conté la base de dades necessària per emmagatzemar les dades de 
generades pel l'execució d'un diagrama de flux al Kepler es diu provenance. 
 El que conté la base de dades necessària per emmagatzemar la programació de 
tasques que utilitza la eina Quartz, s'anomena quartz. 
 
Pas 3: Creació i configuració del usuari de la base de dades dins el servidor MySQL. 
Per defecte, per facilitar la configuració, les credencials per defecte per poder accedir i 
modificar les bases de dades de la plataforma són: 
Username: sbi 
Password: sbi 
Una vegada creat un usuari amb aquestes credencials s'haurà de donar permisos de 









Pas 4: Configuració del Tomcat com a servidor segur 
Per garantir la confidencialitat de la informació intercanviada entre el client i el 
servidor és necessari que aquesta estigui xifrada perquè ningú la pugui llegir. El 
servidor Tomcat ens ofereix la possibilitat per configurar-lo perquè redireccioni totes 
les connexions al protocol https. 
 
 
Per fer-ho s'hauran de seguir els següents passos: 
 
1. Creació del certificat 
 
Per crear el certificat necessari per autentificar la connexió sobre el servidor web cal 
executar la comanda keytool:       
keytool -genkey -alias tomcat -keyalg RSA 
Aquesta comanda crearà un arxiu anomenat .keystore al directori principal del usuari. 
Aquest arxiu conté el certificat creat per autentificar la nostra aplicació. 
2. Configuració de la connexió sobre SSL 
 
Per defecte, el servidor d'aplicacions Apache Tomcat no treballa amb connexions 
segures entre el client i el servidor. Per tant, tota la informació que s'enviï entre el 




Per configurar la connexió segura al servidor, cal modificar l'arxiu de configuració del 











<!-- Define a SSL HTTP/1.1 Connector on port 8443 --> 
<Connector port="8443" maxHttpHeaderSize="8192" 
               maxThreads="150" minSpareThreads="25" maxSpareThreads="75" 
               enableLookups="false" disableUploadTimeout="true" 
               acceptCount="100" scheme="https" secure="true" 
    keystoreFile="${user.home}/.keystore" keystorePass="password" 








El valor dels atributs keystorefile i keystorePass hauran de ser modificats d'acord amb 




Pas 5: Desplegament del arxiu WAR al servidor Tomcat i inici de l'aplicació 
Cal copiar l'arxiu WAR inclòs en la plataforma al directori on es troba el Tomcat 
instal·lat. En concret, cal copiar-lo dins el directori directoriTomcat/webapps. 
Inicialització de Tomcat: 
 Obrir una finestra de comandes i anar al directori <directori tomcat>/bin 
 Executar el shellscript, startup.sh .  
 






NOTA: Els directoris dependran de la màquina on estigui el servidor instal·lat 
 
 
 Per parar el Tomcat executar el shellscript shutdown.sh 
 
Amb la inicialització del Tomcat, automàticament es crearà una carpeta  amb el mateix 
nom del WAR que contindrà tota l'aplicació web desplegada. Per comprovar la creació 




Pas 6: Configuració del la plataforma  
Aquest pas compren la configuració específica del Kepler i de la plataforma web per la 
seva posada en funcionament. 
 
Using CATALINA_BASE:   /home/urops/apache-tomcat-5.5.29 
Using CATALINA_HOME:   /home/urops/apache-tomcat-5.5.29 
Using CATALINA_TMPDIR: /home/urops/apache-tomcat-5.5.29/temp 
Using JRE_HOME:        /usr/lib/jvm/java-6-openjdk/ 







Configuració del Kepler 
Un cop instal·lat Kepler s'ha de procedir a la configuració dels mòduls Provenance i 
Reporting. Cada mòdul es troba en un directori amb el mateix nom del mòdul i a dins 
el directori d'instal·lació de Kepler. La configuració de cada mòdul (en general per tots 
els mòduls de Kepler), és una arxiu XML anomenat configuration.xml, que es pot 
localitzar al <directoriKepler>/<directori del mòdul>/resources/configuration. Per 
facil·litar al lector la configuració, s'indica el número de línia i el comentari al XML que 
indentifica el valor a configurar. 
 Reporting  
 
o Línia 4: El tag <keepResultantRunKars> ha de contenir el valor TRUE. 
o Línia 6 (<!--  if none given, defaults to KeplerData/workflow-runs/ -->): El tag 




o Línies 39-42 (<!-- host name running the database -->): Nom de la màquina 
on es troba el SGBD instal·lat (en el cas de la plataforma és el SQL). Subtituir 
el valor en el tag <value> pel nom de la màquina on es troba instal·lat el 
MySQL. Si el SGBD es troba a la mateixa màquina on està el Kepler instal·lat, 
el valor serà localhost. 
 
o Línies 45-48 ( <!-- database name (i.e., schema or sid) -->): Nom de la base 
de dades dins el SGBD.  Substituir el valor en el tag <value> per provenance. 
 
o Línies 51-54 (<!-- type of database -->) : Fabricant del SGBD. Substituir el 
valor en el tag <value> per MySQL. 
 
o Línies 57-60 (  <!-- user name for database -->) : Nom de l'usuari de la base 
de dades amb privilegis de lectura, modificació i escriptura. Substituir el 






o Línies 63-66 ( <!-- database port -->) : Número del port on el SGBD accepta 
connexions. Per defecte el MySQL té el port 3306. Si el SGBD té el port per 
defecte assignat,  substituir el valor en el tag <value> per 3306. Altrament, 
cal posar el número de port assignat al SGBD corresponent. 
 
o Línies 69-72 (<!-- password for database -->): Contrasenya corresponent al 
usuari de la base de dades amb privilegis de lectura, modificació i escriptura 




Configuració del Hibernate Search 
Els índex que es creen per realitzar les cerques s'emmagatzemen en un directori del 
sistema de fitxers. Per defecte, el valor d'aquest directori és /var/lucene/indexes i es 
troba dins la propietat <property name="hibernate.search.default.indexBase"> dins 
l'arxiu de configuració d'Hibernate anomenat  hibernate.cfg.xml. L'arxiu de 
configuració d'Hibernate està localitzat a <directoriTomcat>/webapps/sbi/WEB-
INF/classes. 
 
Donat el valor d'aquesta propietat, si el directori no està creat, s'haurà de crear amb 
permisos de lectura i escriptura. 
 
Parametrització de la plataforma  
La plataforma web SBI és parametritzable i, per tant, dóna la possibilitat a l'usuari 
d'adaptar-la al seu entorn. L'arxiu de configuració, que té el nom de sbi.properties es 
troba <directoriTomcat>/webapps/sbi/WEB-INF/classes. 
Mitjançant qualsevol editor de text es pot modificar la configuració de la plataforma. 
Opcions de configuració: 
 KEPLER_HOME: Directori instal·lació del Kepler 
 KEPLER_WINDOWS_EXEC: Comanda d'execució del Kepler en Windows 
 KEPLER_LINUX_EXEC: Comanda d'execució del Kepler en entorns Unix 





 SMTP_PORT: Port del servidor de correu sortint 
 SSL_FACTORY=javax.net.ssl.SSLSocketFactory (no modificar) 
 ADMIN_EMAIL: Adreça de correu de l’organització per identificar les 
notificacions 
 ADMIN_PWD: Contrasenya adreça de correu de l’organització 
 PROVENANCE_DB_USER: Usuari per accedir a la base de dades de Provenance. 
Ha de tenir el mateix valor que en l'arxiu de configuració del mòdul en el 
Kepler.  
 PROVENANCE_DB_PWD: Contrasenya corresponent a l'usuari per accedir a la 
base de dades de Provenance. Ha de tenir el mateix valor que en l'arxiu de 
configuració del mòdul en el Kepler.  
 PROVENANCE_DB_HOST: Nom de la màquina on està la base de dades de 
Provenance. Ha de tenir el mateix valor que en l'arxiu de configuració del 
mòdul en el Kepler.  
 PROVENANCE_DB_SCHEMA: Nom de la base de dades de Provenance. Ha de 
tenir el mateix valor que en l'arxiu de configuració del mòdul en el Kepler.  
 SBI_HOME: Directori base de la plataforma 
 WORKFLOW_RUNS: Directori de creació dels KAR resultat en el Kepler. 
 
NOTA: Qualsevol canvi en la parametrització requerirà aturar i tornar a iniciar el 
servidor Tomcat. 
 
Pas 7: Accés a la plataforma web 
Cal iniciar el servidor Tomcat si no ho està. 
Per accedir a la aplicació, s'obrirà el navegador i s'introduirà la següent URL: 
http://localhost:8080/sbi 
El sistema automàticament redirecciona la connexió a una connexió encriptada 
(https://). 
La pàgina de benvinguda requereix l'autentificació de l'usuari per poder accedir a la 










Amb aquestes credencials es podrà accedir a la plataforma per començar a treballar. 
NOTA: Es recomana canviar les credencials un cop s'ha iniciat la sessió.  Veure capítol 




















Annex 2: Guia ràpida d’ús 
de Kepler 
Pel inici de editor de diagrames de flux Kepler cal situar-se al directori d’instal·lació del 
Kepler i executar segons els sistema operatiu: 
 kepler.sh en el cas de Linux o Mac 
 A Windows, normalment, es crearà un accés directe a l’escriptori. Sinó, cal 
executar kepler.bat. 
Un cop iniciat el Kepler apareix la zona de treball per construir el diagrama de flux. En 
aquesta pantalla es pot destacar: 
 
Captura pantalla edició de diagrama de flux 
Per la construcció del diagrama de flux hi ha 3 zones importants: 
 Zona de components d’un diagrama de flux 
 Zona edició diagrama de flux 





A la zona de components es poden trobar tots els possibles components d’un diagrama 
de flux. Estan organitzats segons la funció que porten a terme. Per afegir-lo dins la 
zona d’edició del diagrama de flux només cal seleccionar el component i arrossegar-lo 
a la zona de treball. 
Tots els components, per formar el flux que defineix el ordre d’execució, hauran 
d’estar units com es veu a la figura anterior. 
Per més detalls com construir un diagrama de flux i executar-lo en mode interactiu, 
veure el manual d’usuari adjuntat la instal·lació del programa. 
A la pestanya de canvi d’editor, podem canviar la vista a la de disseny del informe.  
 
Captura pantalla de disseny del informe 
En el disseny del informe, es localitzen dues zones importants: 
 En verd, es localitza la zona d’elements a afegir al informe i de format del 
mateix. En el informe d’un diagrama de flux es pot mostrar: 
o Ports del diagrama de flux 
o Atributs dels actors (components diagrama de flux) 
o Relacions entre els components 
 En vermell, es localitza la zona d’edició del informe. Els elements propis del 
diagrama de flux es seleccionaran i s’arrastraran cap aquesta zona per afegir-





Per veure una vista prèvia del informe, cal accedir a la pestanya Report Viewer, 
localitzada a la zona d’edició. Aquesta pestanya ofereix la possibilitat de veure una 
vista preliminar del informe així com també generar el PDF corresponent. Tant per 
veure la vista preliminar com generar el informe en format PDF cal executar el 
diagrama de flux prèviament a la zona d’edició del diagrama. 
 
 















Annex 3: Manual d’usuari 
de la plataforma 
 
Accés al sistema 
Donat a que la plataforma és accessible via web, es necessitarà un navegador per 
accedir a ella. Qualsevol dels navegadors del mercat es pot utilitzar. Per accedir a la 
plataforma cal introduir la següent URL: 
http://localhost:8080/sbi 
NOTA: El nom del servidor podrà variar segons com l'organització hagi anomenat el 
servidor. En aquest cas, probablement, és possible que el servidor tingui un altre nom i 
estigui a dins d'un domini determinat. En aquest cas, cal substituir localhost pel nom 
del servidor. 
El servidor web redireccionarà cap a una connexió segura per encriptar la informació 
intercanviada entre el client i el servidor. La pantalla de benvinguda de la aplicació està 
formada per un formulari que demana l'autentificació per entrar. L'usuari introduirà el 





Captura pantalla de benvinguda de l’aplicació 
Pantalla principal  
 
Un cop s'entra al sistema, apareixen diverses opcions, depenent del rol que tingui 
l'usuari. Si l'usuari és administrador apareixeran les opcions Escollir Projecte, Gestió de 
projectes, Gestió d'usuaris i Registre del sistema. Un usuari sense rol d'administrador, 
només tindrà l'opció Escollir Projecte. 
El sistema també ofereix canviar el idioma de l’aplicació i modificar el perfil d’usuari. 
Per canviar el idioma de l’aplicació, tan sols cal anar a la part superior dreta, on podem 
escollir entre el català, el castellà i l’anglès.  
Per modificar el perfil d’usuari, estan les dades del usuari, a la part superior dreta cal 
clicar al nom del usuari. 
Per sortir de l’aplicació l’usuari té dues opcions: 
- Tancar el navegador 






Captura pantalla principal de l’aplicació 
 
Escollir projecte 
Si es clica l'opció Escollir Projecte, apareixen tots els projectes en que l'usuari està 
assignat. Per tant, un usuari tant si és administrador o no, només podrà treballar en un 
projecte si hi està assignat. La selecció d'un projecte activarà totes les funcions de la 
plataforma d'acord amb els privilegis de l'usuari. 
Usuari administrador: 
 Escollir projecte 
 Gestió de projectes 
 Gestió d'usuaris 
 Registre del sistema 
 Executar 
 Consultar resultats 









Usuari no administrador: 
 Escollir projecte 
 Executar 
 Consultar resultats 
 Planificació de tasques 
 Monitorització 
 




Gestió de projectes 
Aquest cas d'ús només pot ser utilitzat per un usuari administrador, per tant, un usuari 
sense privilegis no el podrà executar. 
La gestió de projectes es pot dividir en casos d'ús més petits: 
 Crear/Editar/esborrar projecte 
 Afegir/editar/esborrar un flux de treball  
 
Crear/Editar/esborrar projecte 
A gestió de projectes surten tots els projectes els quals el usuari està assignat i, com 
usuari privilegiat, té permís per modificar. Dins aquesta pantalla, l'usuari té vàries 
opcions: 
 
 Crear un nou projecte 
 
 
 Modificar un projecte  
 







Si es vol esborrar un projecte existent, l'usuari haurà de confirmar l’eliminació del 
projecte. 
 
Afegir/editar/esborrar un flux de treball  
Per accedir a aquestes funcionalitats, l'usuari haurà de seleccionar prèviament l'opció 
Modificar un projecte o Alta projecte. 
Afegir un flux de treball   
La pantalla està dividida en tres àrees diferents: 
 Dades del flux de treball. En aquesta àrea s'introduiran les dades relatives al 
flux de treball. 
 Arxiu: Clicant     s'obrirà un diàleg per pujar l'arxiu que conté el diagrama de 
flux. NOTA: Només seran vàlids arxius amb format KAR creats amb la versió 
2.0 de Kepler. 
 Codi: Codi identificatiu en l'organització 
 Descripció: Resum del contingut i objectiu del flux de treball 
 Observacions: Altres aspectes que puguin ser interessant de conèixer 
relatius a l'execució del diagrama de flux 
 
 Paràmetres. Aquesta àrea està inicialment buida. El requadre s'omplirà de tots 
els paràmetres del diagrama de flux quan s'hagi carregat al sistema un arxiu 
KAR vàlid. Per cada paràmetre es podrà configurar: 
 Visible: Visibilitat del paràmetre durant l'execució. Si NO està marcada, no 
es veurà quan es realitzi una execució d'aquest flux de treball. 
 Sistema: El paràmetre té relació amb un programa extern que necessita ser 
executat pel sistema. Per exemple, aquest paràmetre pot ser una ruta a un 
executable. 
 Arxiu: El paràmetre es una ruta a un arxiu i, per tant, quan s'executi es 
requerirà carregar al sistema un arxiu. 
 
 Sortides. Aquesta àrea està inicialment buida. El requadre s'omplirà de tots els 
paràmetres del diagrama de flux quan s'hagi carregat al sistema un arxiu KAR 
vàlid. Cada sortida representa un port de sortida del diagrama de flux. La 








Captura pantalla alta flux de treball 
Modificar un flux de treball 
 
La pantalla és igual que Afegir Flux de Treball amb algunes limitacions en l'edició: 
 Dades del flux de treball. En aquesta àrea es modificaran les dades relatives al 
flux de treball. 
 Arxiu: Desactivat. No es podrà modificar el arxiu, per evitar incoherències 
entre el nou arxiu i l'antic com, per exemple, que el diagrama de flux tingui 
diferents paràmetres. 
 Codi: Codi identificatiu en l'organització 
 Descripció: Resum del contingut i objectiu del flux de treball 
 Observacions: Altres aspectes que puguin ser interessant de conèixer 
relatius a l'execució del diagrama de flux 
 Paràmetres.  Per cada paràmetre es podrà editar: 
 Visible: Visibilitat del paràmetre durant l'execució. Si NO està marcada, no 





 Sistema: El paràmetre té relació amb un programa extern que necessita ser 
executat pel sistema. Per exemple, aquest paràmetre pot ser una ruta a un 
executable. 
 Arxiu: El paràmetre es una ruta a un arxiu i, per tant, quan s'executi es 
requerirà carregar al sistema un arxiu. 
 Sortides.  Cada sortida representa un port de sortida del diagrama de flux. La 
nomenclatura per identificar les sortides és la següent: “Nom Actor.Nom Port 
Sortida Actor”. No es pot modificar. 
 
Esborrar un flux de treball 
 
 
L'eliminació d'un flux de treball comporta la desaparició del mateix en el projecte. Tot i 
això, l'eliminació no és retroactiva i, per tant, totes les dades derivades d'execucions 
estaran disponibles a la base de dades. Es demanarà confirmació per esborrar el 
diagrama de flux del projecte. 
Registre del sistema 
Totes les accions que es poden realitzar al sistema, impliquin o no una modificació 
d'aquest, queden registrades a la base de dades del sistema i només poden ser 
consultades pel administrador. 
 
La cerca per consultar el registre del sistema es farà de la mateixa manera que la de 
consulta de resultats (incloent-hi la cerca aproximada). El log del sistema s’enregistren 
dos tipus d’informació. La primera és una informació de seguiment i enregistra cada 
acció que realitza l’usuari; la segona és d’error, que enregistra totes les accions que 
poden haver provocat un error al sistema. En aquest últim cas, es mostrarà el missatge 
amb la causa del error. 
Filtres del registre del sistema: 
 
 Tipus d'acció (veure apartat registre del sistema) 
 Usuari: nom de l'usuari que ha realitzat una acció 
 IP: Adreça IP de la màquina client on s'ha realitzat l'acció. 





que han causat un error al sistema). 
 Data inicial: Accions que s'hagin registrat en una data igual o posterior. 
 Data final: Accions que s'hagin registrat en una data igual o anterior. 
 
Captura cerca del registre del sistema 
 
Resultats cerca registre 
Un cop indicats tots els filtres que ha d'utilitzar la cerca, clicar el botó  
 
El resultats de la cerca al registre inclou la següent informació: 
 Nom de l'usuari que hagi realitzat l'acció 
 Nom de l'acció  
 Data: data en que es va realitzar l'acció (precisió de segon). 
 IP: IP de la màquina client d'on l'usuari estava connectat 
 Missatge: Detalls adicionals. En el cas d'una acció que ha provocat error en 












Aquesta funcionalitat  només està disponible en el cas d'usuari administrador. Aquesta 
funcionalitat inclou: 
 Creació d'usuaris  
 
 
 Edició d'usuaris  
 
 Eliminació d'usuaris  
 







Captura pantalla gestió d’usuaris amb totes les funcionalitats a la vista 
Creació d'usuaris 
Per crear un nou usuari, cal clicar la icona d’afegir usuari. A continuació, apareixerà una 
pantalla amb un formulari per afegir totes les dades relatives a un usuari. 
 
Les dades que es poden introduir en aquest formulari són: 
 Nom del usuari 
 Cognoms del usuari 
 E-mail 
 Comentaris sobre el usuari 
 Administrador. Si la casella està activada, el usuari tindrà permisos 
d’administrador en el sistema. 
 Username 
 Reiniciar contrasenya. Per defecte, en la creació d’un usuari està activat i no es 
pot desactivar. 
 
Una vegada confirmades les dades, s’enviarà al nou usuari un correu electrònic a la 










Captura pantalla alta d’usuari 
Edició d'usuaris 
L’edició d’usuari es farà igual que la creació, ja que la pantalla serà la mateixa. Per 
editar un usuari, clicar la icona de modificació. 
Eliminació d'usuaris 
Per eliminar un usuari del sistema, cal clicar el botó d’eliminació i, posteriorment, 
confirmar que es desitja eliminar el usuari del sistema 
 
Assignació d'usuaris a projectes 
Dins la pantalla de gestió d’usuaris es pot accedit a l’assignació d’aquests als projectes 
del sistema. 
Per assignar o desassignar usuaris en un projecte determinat, seleccionar el projecte  







Captura pantalla assignació d’usuaris a un projecte 
Per modificar les assignacions cal moure els usuaris d’una llista a una altra: 
 A la llista de l’esquerra es troben els usuaris assignats al projecte 
 A la llista de la dreta es troben tots els usuaris del sistema excepte els assignats 
Un cop realitzades les modificacions, cal confirmar-les clicant el botó  
 
Funcionalitats usuari 
En aquest apartat es descriuran totes les funcionalitats que tenen tots els usuaris del 
sistema (incloent-hi els administradors) 
Execució diagrama de flux 
Per accedir a aquest cas d'ús, fer click a Execució, al menú de la part superior de 
l'aplicació. A continuació, apareixerà una pantalla amb tots 
els diagrames de flux del projecte. Per seleccionar un per 
l'execució clicar a la icona  
 





 Paràmetres i dades de l'execució 
Per cada paràmetre, es podrà modificar el seu valor per l'execució. Si es deixa en blanc 
el valor, s'escollirà el valor per defecte. 
 Notificació 
Si es vol afegir una notificació, que quan acabi l'execució enviï un correu electrònic, 
clicar a la icona d'afegir, al costat de Notificació. Per més detalls de com crear una 
notificació veure apartat Notificació d'aquest manual. 
 Planificació 
Si es vol afegir una planificació, és  a dir, executar el diagrama de flux en un instant de 




Captura pantalla executar diagrama de flux 
Notificació 
Si es situa el cursor a sobre la icona afegir a Notificació, s'expandirà la secció dedicada 
a les notificacions. Una notificació consisteix en un correu electrònic, en que indica la 
informació de l'execució. Informació que té la notificació per correu electrònic: 
 Nom del flux de treball que s'ha executat 





 Nom i valor dels paràmetres de l'execució 
 Arxius adjunts 
 
 
Una de les opcions que es donen és indicar en quin cas es vol rebre una notificació de 
l'execució d'un diagrama de flux. Hi han dues opcions: 
 
 Execució amb èxit. Hi han les opció d'ajuntar el informe generat  
 Execució amb error. Hi han les opcions d'adjuntar el informe generat  i el log 
d'error 
 
Captura de la pantalla d’enviament de la notificació per l’execució 
 
Planificació de tasques 
Per executar un diagrama de flux en un instant de temps diferent a l'actual o 







La planificació ofereix les següents possibilitats seleccionant una opció o una altra en el 
combo Tipus Programació: 
 
 Una vegada 
o Nom (camp obligatori): Nom identificador de la planificació 
o Activa: Si és marca el checkbox, la planificació està activa al sistema i, per 
tant, s'executarà en el moment indicat. Per altra banda, si està inactiva NO 
s'executarà si no s'activa posteriorment en la gestió de planificacions. 
NOTA: Si la planificació s'activa en una data posterior a l'assenyalada no 
s'executarà. 
o Data: Data en la qual s'executarà la planificació (Dia,Mes,Any) 




Captura pantalla planificació d’una execució una vegada 
  
 Recurrent (segon, minut, hora, dia, setmana) 
Segons el tipus de recurrència, el diàleg podrà variar lleugerament. Camps comuns en 
tots els casos: 





 Activa: Si és marca el checkbox, la planificació està activa al sistema i, 
per tant, s'executarà en el moment indicat. Per altra banda, si està 
inactiva NO s'executarà si no s'activa posteriorment en la gestió de 
planificacions.  
 Freqüència: Unitat de mesura del interval d'execució. Valors posibles: 
Segon,Minut,Hora, Dia, Setmana. 
 Cada: Interval de la unitat de mesura d'execució. Per exemple, un 2 
combinat amb freqüència Hora, equival cada 2 hores. NOTA: En la 
freqüència Dia, aquest camp està desactivat, ja que la seva utilitat es 
solapa amb l'execució setmanal. 
 Hora: Hora d'inici de la programació. 
 Durada: Data inicial i final de la programació. A partir de la data final, la 
programació d'execucions queda eliminada del sistema. NOTA: La 
programació començarà en data inicial a la hora introduïda en el camp 
Hora. 
 Descripció: Comentaris d'ajut per a la identificació de l'execució. 
 










Cas especial: Recurrència setmanal 
Quan l'usuari selecciona freqüència setmanal, el camp Cada és substituït per una 
enumeració dels dies de la setmana. Si un usuari, per exemple, vol programar una 
execució els dimarts, dimecres i dijous, haurà de seleccionar els tres dies senyalats. 
 
Consulta de resultats 
Per veure l'estat i els resultats de totes les execucions del projecte, s'ha de clicar el link 
de Consultar resultats en la part superior de la pàgina principal. Aquesta funcionalitat 
ens proporcionarà un cercador per cercar execucions dins el projecte actual utilitzant 
uns filtres: 
Filtres de cerca 
 Usuari: Nom de l'usuari que ha realitzat l'execució 
 Flux de treball: Nom del flux de treball executat 
 Qualsevol: Els dos anteriors camps 
 Estat: Estat de l'execució. Possibles valors: Executant, Finalitzada, Error, Totes. 
 Data inicial: Execucions iniciades amb una data major o igual. 
 Data final: Execucions iniciades amb una data menor o igual. 
 
Cerca aproximada 
Per donar més potència i flexibilitat a les cerques, es donarà la posabilitat al usuari 
d'utilitzar wildcards18, és a dir, els caràcters * i ? per realitzar la cerca. Així, una cerca 
amb el nom del diagrama de flux Regression*, retornarà per exemple, les execucions 
dels fluxos de treball amb el nom Regression_Josep, Regression_Marc, etc. 
Si és fa la cerca utilitzant Regression?, retornarà per exemple, les execucions dels 
fluxos de treball amb el nom Regression1, Regression2, etc. 
                                                        
18







Captura de pantalla de consulta de resultats abans de fer la cerca 
 
Un cop indicats tots els filtres que ha d'utilitzar la cerca, clicar el botó  
 
Detall resultats de la cerca 
Dins el requadre d'Execucions, cada fila representarà una execució d'un diagrama de 
flux d'acord amb el filtre escollit per la cerca. Cada execució conté la següent 
informació: 
 Nom usuari: Nom de l'usuari que l'ha executat 
 Flux de treball: Flux de treball que s'ha executat 
 Estat: Estat de l'execució 
 Data inicial: Data d'inici de l'execució 
 Data final: Data final de l'execució. En el cas que una execució encara estigui 
activa, la data final estarà en blanc. 
 Informe: Accés directe al informe corresponent a l'execució. Clicant sobre 
aquesta icona apareixerà una finestra per descarregar-lo. El informe està en 
format PDF. 
 Paràmetres: Nom dels paràmetres i valor utilitzats per l'execució. 
 Sortides: Nom i valor de els ports de sortida del diagrama de flux en l'execució 
 Directori: Clicant a la icona, s'obrirà una nova finestra que contridrà el directori 
de l'execució. Aquest directori conté: 





 Arxius d'entrada de dades necessaris per l'execució. Per cada paràmetre 
arxiu, l'arxiu pujat al sistema estarà en el directori. 
 KAR resultant. L'execució del diagrama de flux en Kepler genera un KAR 
resultat (veure secció Kepler Reporting) 
 Arxiu PDF del informe 
 Log d’execució i d’error segons l’estat de la execució 
 En el cas d’una execució en error, per veure la causa que l’ha provocat, cal clicar 
la icona  
 En el cas d’un execució en curs, es dóna l’opció d’aturar-la. 
Captura pantalla consultar resultats després d’una cerca 
Planificació de tasques 
Cada usuari NO administrador, podrà gestionar les seves planificacions, modificant-les, 
activant-les o desactivant-les.   
Si s'accedeix a aquesta funcionalitat, clicant Planificació de tasques, veurà en primera 
instàncies totes les planificacions vigents que l'usuari ha programat al sistema. S’entén 
planificacions vigents com: 
- Planificacions que estan actives i que encara no s'han executat 







Per cada planificació vigent, l'usuari podrà: 
- Editar-la, modificant la programació detotes les execucions associades. Per 
editar una planificació cal clicar la icona  
La interfície d'edició de la planificació és la mateixa que la de creació explicada en la 
secció de Planificació. 
- Eliminar-la del sistema, avortant les execucions programades clicant la icona    
Per eliminar la planificació caldrà la confirmació de l'usuari. 
Monitorització 
La funcionalitat de monitorització ofereix a l'usuari la possibilitat de fer un seguiment 
temporal del resultats de diverses execucions d'una o més sortides del diagrama de 
flux. El arxiu resultat tindrà format CSV, on després l'usuari podrà manipular-lo 
mitjançant una aplicació de full de càlcul. 
Els passos a seguir en aquesta pantalla són els següents: 
 Seleccionar un diagrama de flux del projecte 
 Seleccionar paràmetres i sortides a monitoritzar 
 Seleccionar el període temporal per filtrar les execucions 
 
Un cop realitzats aquest passos, clicar el botó de cerca  























Annex 4: Obtenció del codi font 
de Kepler 
 
Aquest annex conté informació de com obtenir el codi font del sistema que executa els 
diagrames de flux a la plataforma. Kepler, com a programari de codi lliure, es pot 
obtenir i modificar al gust del desenvolupador software. 
Els passos per descarregar el codi font de Kepler es troben en la següent pàgina: 
https://kepler-project.org/developers/reference/kepler-and-eclipse 
 
No obstant, com a projecte en continua evolució, els mateixos creadors ens han 
recomanat variar una mica les instruccions que apareixen en la web per treballar amb 
la última versió de Kepler, la de desenvolupador, que és la que projecte utilitza. 
 
1. S'ha de tenir insta·lat el JDK (Java Development Kit) versió 1.5 o superior. Per 
comprovar la versió instal·lada cal executar: 
 java -version 
2. S'ha de tenir instal·lat el Ant 1.7.1 o superior. Per comprovar la versió instal·lada 
cal executar: 
 ant -version 
3. S'ha de tenir instal·lat el Subversion. Per comprovar la instal·lació cal executar: 
 svn –version 
4. Un cop comprovats els tres passos anteriors, procedirem a descarregar el codi 
font del Kepler. NOTA: El directori kepler és un d'exemple, per tant, el lector 
podrà utilitzar el nom que vulgui a la seva conveninència. 
mkdir kepler 
cd kepler 
svn co https://code.kepler-project.org/code/kepler/trunk/modules/build-area 
cd build-area 







Al directori kepler, trobarem el codi font de tots els mòduls necessaris per executar-lo. 
Dins aquest directori trobarem representats mitjançant un directori cada mòdul que 
forma Kepler. 
Dins el directori build-area, trobarem el arxiu build.xml, que mitjançant la comanda ant 
podrem executar per exemple: 
 ant compile. Compilar tot el codi font de Kepler. 
 ant run. Compila tot el codi font de Kepler i llença d'aplicació. 
 ant build-linux-installer. Crea un instalador del Kepler per Linux. L'instal·lador té 
format JAR. 
 ant build-windows-installer. Crea un instalador del Kepler per Windows. 
L'instal·lador té format JAR. 
 
NOTA: Per crear l'instal·lador de Kepler per Windows, s'haurà d'afegir l'eina launch4j 
(http://launch4j.sourceforge.net/) al directori on s'ha descarregat el codi font de 
Kepler. Dins aquest directori, es crearà un directori anomenat launch4j, que contindrà 
el contingut de l'arxiu descarregat de la URL abans esmentada. 
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