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Healthcare processes can be characterized as weakly-connected interacting light-weight workﬂows cop-
ing with different levels of granularity. Classical workﬂow notations fall short in supporting these kind of
processes. Although these notations are able to describe the life-cycle of individual cases and allow for
hierarchical decomposition, they primarily support monolithic processes. However, they are less suitable
for healthcare processes. The Proclets framework is one formalism that provides a solution to this prob-
lem. Based on a large case study, describing the diagnostic process of the gynecological oncology care
process at the Academic Medical Center (AMC), we identify the limitations of ‘‘monolithic workﬂows”.
Moreover, by using the same case study, we investigate whether healthcare processes can be described
effectively using Proclets. In this way, we provide a comparison between the Proclet framework and
existing workﬂow languages and identify research challenges.
 2010 Elsevier Inc. All rights reserved.1. Introduction
In healthcare organizations, such as hospitals, many complex,
non-trivial processes are performed which are lengthy in duration.
These processes are diverse, ﬂexible and often involve several med-
ical disciplines in diagnosis and treatment. For a group of patients
with the same condition, a number of different examinations and
treatments may be required and the order in which they are con-
ducted can vary greatly.
For these healthcare processes, information technology offers
new possibilities for quality improvement [1]. However, in order
to be able to provide this support, a distinction needs to be made
between two kinds of processes. First of all, organizational pro-
cesses capture the organizational knowledge which is necessary
to coordinate interoperating healthcare professionals and organi-
zational units (e.g. reporting of results or preparations for surgery)
[1]. Based on process deﬁnitions, Workﬂow Management Systems
(WfMSs) are able to manage the ﬂow of work in these processes
such that individual workitems are done at the right time by the
proper person [2–5].ll rights reserved.
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and therapeutic procedures to be carried out for a particular pa-
tient [1]. In this context, Computer Interpretable Guidelines (CIGs)
are used which can be considered to be frameworks for specifying
these kinds of processes and for standardizing them [6]. Languages
for capturing CIGs facilitate clinical decision-making and have (of-
ten complex) features for standardizing medical concepts, express-
ing decision criteria and linking with electronic health records (see
e.g. [7–11]).
Computer-interpretable Task-Network Models (TNMs) deﬁne a
network of tasks that unfold over time [7,12]. Most languages for
modeling CIGs are TNMs [7,13]. Moreover, most languages for
WfMSs may also be considered as a kind of TNM [14]. However,
there are important differences. A CIG language is a TNM for a clin-
ical care process that realizes a clinical/medical goal, for example
increasing doctor’s adherence to an evidence-based medical guide-
line to optimize decisions concerning disease management. These
CIG languages thus contain medical knowledge and evidence,
and are decision oriented. In that way, their primary goal is to pro-
vide doctors with a patient-speciﬁc advice concerning diagnostic
and therapeutic decisions [1,6,15–18]. Such computer-based
guideline systems have been developed for a myriad of clinical is-
sues, including management of heart disease [17], hypertension
[18], acute myocardial infarction [19], and mechanical ventilation
of patients [20]. So, such a model should be seen from the view-
point of a physician dealing with a patient that needs to be treated
for a certain illness [6]. In contrast, a workﬂow model is a TNM for
a business process that realizes a business objective, for example
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improving the efﬁciency and quality of the described process. So,
such a model should be seen from the viewpoint of a manager or
an analyst [6]. Moreover, a workﬂow model speciﬁes all allowable
process paths and all decision points. However, the decision points
themselves need to be realized using dedicated software (e.g., ex-
pert systems based on CIGs) or medical professionals. Or, in other
words, a workﬂow model is concerned with the logistics of work
processes, not with the contents of individual tasks. Clearly, no
support is provided with regard to the selection of process paths
unless routing can be done on the basis of data elements. This is
in contrast to guidelines where patient related data is used in order
to make the right clinical decision. In order to provide optimal sup-
port for healthcare processes, we believe that effective support for
both organizational and medical treatment processes is necessary
and that both areas can and should complement each other.
In this paper,we focus on the support of organizational processes by
WfMSs.WfMSs have beenwidely and successfully applied in various
industries to streamline process execution, lower cycle times, and to
monitor task completion [21–25]. Although these advantages make
the application of this kind of technology in the healthcare domain
interesting, its ‘widespread’ adoption and dissemination is the
exception rather than the rule [26,1,27]. This is probably related to
the fact that contemporary WfMSs have difﬁculties dealing with
the dynamic nature of processes [28]. One of the main problems is
that they require that the complete workﬂow is described as one
monolithic overarching workﬂow. This assumes that a workﬂow
process can be modeled by specifying the life-cycle of a single case
in isolation. For real-life healthcare processes this assumption can
not be made. As a result, the control-ﬂow of several cases need to
be artiﬁcially squeezed into a single model where essential parts
of the control-ﬂoware ultimatelyhidden inside custom-madeappli-
cation software or are not taken into account at all. As will be dem-
onstrated in this paper, if a complex healthcare process is described
in this way, this results in an unreadable process deﬁnition.
This can be illustrated when considering a typical healthcare
process for the diagnosis of patients. In general for a patient this
consists of multiple visits to a hospital in order to meet with doc-
tors and undergo diagnostic tests (e.g. a lab test). However, there
also steps in which several medical specialists meet in order to dis-
cuss the status of patients. Clearly, some tasks may operate at the
level of a single patient, whereas other tasks operate at the level of
a group of patients. So, processes may rely on information that is at
different levels of aggregation. Note that this is very different from
the classical notion of hierarchy in workﬂows as aggregation cuts
across multiple cases.
The process of diagnosing a patient typically consists of the exe-
cution of a number of smaller processes that run in conjunction
with each other. Flexibility in healthcare processes is needed be-
cause these small processes can be instantiated and synchronized
at any point in time. For example, at any point in the process of
diagnosing a patient, a doctor may order a lab test. However,
although these process fragments execute independently from
each other, a certain ‘‘magnetic force” exists between them. Such
process fragments can best be characterized as weakly-connected
interacting lightweight workﬂows.
To date, contemporary WfMSs do not offer support for weakly-
connected interacting lightweight workﬂows which can deal with
information that is at varying levels of aggregation. An interesting
means of solving this issue is provided by Proclets [28,29]. Proclets
are a framework modeling and enacting lightweight workﬂow pro-
cesses. Together with performatives and channels it is possible to
describe how these Proclets interact with each other. Moreover,
the interaction between these Proclets is modeled explicitly using
structured messages, called performatives, which are exchanged
via channels.Proclets provide an interestingmeans ofmodeling and executing
a healthcare process inWfMSs, and can assist in realizing the prom-
ised beneﬁts of applyingWfMSs. In this paperwe investigatewhether
organizational healthcare processes can indeed be modeled using this
technique and how this compares to existing workﬂow approaches. In
order to do so, we take the following approach. We focus on the
gynecological oncologyworkﬂow as it is performed at the Academic
Medical Center (AMC) in Amsterdam, a large academic hospital in
the Netherlands, which is considered to be representative of other
healthcare processes. The selected healthcare process describes
the diagnostic process for patients visiting the gynecological oncol-
ogy outpatient clinic and is a large process consisting of around 325
activities. In earlier work, this healthcare process has already been
modeled in full using the workﬂow languages, YAWL and FLOWer,
andhas beenpartiallymodeledusing theDeclare andADEPT1work-
ﬂow languages [30]. This allows us to investigate the problems existing
workﬂow approaches face when modeling this type of process. We dis-
cuss in detail how the healthcare process has been modeled using
the YAWL workﬂow language. For FLOWer, ADEPT1, and Declare,
we summarize the issues encountered. This leads on to a discussion
of how the same healthcare process can be modeled using Proclets
and how the identiﬁed issues can be addressed. It is worth noting
that the reason for implementing a hospital process in the four
workﬂow systems mentioned above was to identify the require-
ments that need to be fulﬁlled by workﬂow systems in order to be
successfully applied in a hospital environment. These requirements
have been discussed in [31].
This paper is structured as follows: Section 2 introduces the
Proclets approach. In Section 3, we introduce the gynecological
oncology healthcare process and discuss how it is modeled using
YAWL, FLOWer, Declare, and ADEPT1. In Section 4, we discuss
the modeling of the healthcare process using Proclets and elabo-
rate on how the limitations, mentioned in Section 3, are addressed.
Related work is outlined in Section 5. Section 6 discusses the expe-
riences associated with modeling healthcare processes using Pro-
clets. Finally, the paper is concluded in Section 7.2. Introduction to Proclets
In this section, we discuss how Proclets provide a framework for
modeling workﬂows. The concepts of the framework have already
been introduced in [28,29]. In this section, we give an introduction
to this framework in order to assist the reader in better under-
standing the Proclet models that will be shown in the remainder
of this document. For complete details we refer the reader to
[28,29]. At the end of this section, the use and operation of Proclets
will be illustrated by a small healthcare example.
In Fig. 1, a graphical representation of the concepts, which
underpin the framework, is shown. As can be seen, there are ﬁve
main concepts each of which will be discussed below.
The framework is centered around a Proclet. There is a distinc-
tion between a Proclet class and a Proclet instance. A Proclet class
can best be seen as a process deﬁnition which describes which
tasks need to be executed and in which order. For a Proclet class,
instances can be created and destroyed. One instance is called a
Proclet instance. For the deﬁnition of a Proclet class, a selection
can be made between multiple graphical languages. In this paper,
we use a graphical language based on the YAWL language [32].
However, other languages, such as Petri Nets [33] or EPCs [34],
can also be used. With regard to the selection of a graphical lan-
guage, some limitations apply. First of all, Proclet instances need
to have a state and they need to support the notion of a task. Sec-
ond, a Proclet class needs to be sound [35].
With regard to the communication and collaboration among










Fig. 1. Graphical representation of the Proclet framework.
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can be used to send a performative to an individual Proclet or to a
group of Proclets. A performative is a speciﬁc kind of message with
several attributes which is exchanged between one or more Pro-
clets. A performative has the following attributes:
 Time: the moment the performative was created/received.
 Channel: the medium used to exchange the performative.
 Sender: the identiﬁer of the Proclet creating the performative.
 Set of receivers: the identiﬁers of the Proclets receiving the per-
formative, i.e. a list of recipients.
 Action: the type of the performative.
 Content: the actual information that is being exchanged.
The role of the action attribute deserves some special attention.
This attribute can be used to specify the illocutionary point of the
performative. The ﬁve illocutionary points identiﬁed by Searle [36]
(assertive, directive, commissive, declarative, expressive) can be
used to specify the intent of the performative. Examples of typed
performatives identiﬁed by Winograd and Flores are request, offer,
acknowledge, promise, decline, counter-offer, and commit-to-com-
mit [37] which each represents a change in the state of a conversa-
tion. In the model no restriction is made to any single classiﬁcation
of performatives (i.e. a ﬁxed set of types). It is important to use the
experience and results reported by researchers working on the lan-
guage/action perspective [37] as these give an insight into the
broader requirements in this area.
Of course, it is possible to add more attributes to a performative.
Note that a channel may have different properties which affect the
sending and receiving of performatives, e.g. push/pull or synchro-
nous/asynchronous. In order for Proclets to be able to ﬁnd each
other there is a naming servicewhich keeps track of existing Proclets.
A Proclet class and instances of it are deﬁned in the following way:
 A Proclet class has a unique name. In the same way, an instance
of a Proclet class has an unique identiﬁer.
 A Proclet class has ports. Performatives are sent and received via
these ports in order for a Proclet to be able to interact with
other Proclets. Every port, either incoming or outgoing, is con-
nected to one task. Moreover, a port has two attributes.First, the cardinality speciﬁes the number of recipients of perfor-
matives exchanged via the port. An * denotes an arbitrary num-
ber of recipients, + at least one recipient, 1 precisely one
recipient, and ? denotes no or just one recipient. Note that by
deﬁnition an input port has cardinality 1.
Second, the multiplicity speciﬁes the number of performatives
exchanged via the port during the lifetime of an instance of
the class. In a similar fashion to the cardinality, an * denotes
that an arbitrary number of performatives are exchanged, + at
least one, 1 precisely one, and ? denotes that either one or no
performatives are exchanged. Note that by deﬁnition an input
port has a multiplicity of 1 or ?.
 A Proclet instance has its own knowledge base. Knowledge in the
knowledge base can be used to make routing decisions. This
knowledge can range from simple data to beliefs about other
Proclets. Building a good knowledge base is not a trivial task.
First of all, there has to be an ontology to characterize the
intended meaning of terms and concepts. Then, the scope and
knowledge acquisition process have to be identiﬁed. When
deﬁning the knowledge base, well known notions from the
medical domain can be used. For example, notions from the
Open Knowledge Base Connectivity (OKBC) knowledge model
can be used [38].
Here, we use a more restrictive deﬁnition of a knowledge base
(unlike the original deﬁnition in [28,29]). Each Proclet instance
has its own knowledge base for storing performatives that are
received and sent. Parts of the knowledge base can be public
or private. The public part is identical for all instances of the
class, i.e. this part resides at the class level even though it holds
information about instances. The private part resides exclu-
sively at the instance level.
 The knowledge base can be queried by tasks. A task may
have a precondition based on the information that can be
found in the knowledge base. A task can only ﬁre if (1) the
task in the net itself is enabled, (2) each input port contains
a performative, and (3) the precondition evaluates to true.
Note that for the YAWL language, as can be seen in Fig. 2,
multiple ports can be connected to an input condition. In this
case, an instance is created on the receival of each
performative.
Fig. 2. Example of two Proclet classes.
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The postcondition speciﬁes for the output ports, the number
of performatives generated and their content. The postcondition
may also depend upon information that can be found in the
knowledge base.
In order to illustrate the framework, we use the small health-
care-related example shown in Fig. 2(a). The example shows an
organizational process which deals with the process in which a
doctor orders a selection of lab tests for a patient. Afterwards,
the patient visits the lab where a blood sample is taken. For the
sample, several lab tests are performed and the ﬁnal outcomes of
the tests are reconciled in a report. There are two Proclet classes.
The Proclet class ‘‘lab visit” is instantiated for every patient who
visits the lab for whom a blood sample is taken. Proclet class
‘‘lab test” is instantiated for every lab test that needs to be per-
formed on the blood sample. Hence, there is an one-to-many rela-
tionship between ‘‘lab visit” and ‘‘lab test” as shown by the
relationship requires in the class diagram in Fig. 2(b). Note that
the white colored tasks are executed by a human resource and
the grey colored tasks are executed automatically. For the white
colored tasks it is indicated which role is required when perform-
ing the task.
For the ‘‘lab visit” Proclet, ﬁrst a doctor orders a lab examination
for a patient and indicates which tests are required (‘‘Order entry”
task). When a patient visits the lab, a blood sample is taken by a lab
assistant (‘‘Take blood sample” task). Upon completion of the task,
a trigger for each required lab test is initiated, so that for every lab
test a single instance of the Proclet class ‘‘Lab test” is created. Con-
sequently, the cardinality of the outgoing port of the ‘‘Take blood
sample” is *. Moreover, the multiplicity is 1 which means that dur-ing the lifetime of an instance of the class ‘‘Lab visit” exactly one
performative is sent via this port. The creation performative is sent
via the lab order system, which explains why the name of the
channel is ‘‘Order system”. The input port connected to the input
port of the ‘‘Lab test” Proclet class has cardinality 1 and multiplicity
1 as an instance can only be created once. Fig. 2(b) shows an exam-
ple of a performative that is sent by a ‘‘Lab visit” Proclet to a ‘‘Lab
test” Proclet. From the ﬁgure, we can see that at 11 ’o clock a per-
formative is sent by the ‘‘Lab visit” Proclet for patient John in order
to create an instance of the ‘‘Lab test” Proclet called ‘‘Lab test – HGB
John”. More speciﬁcally, an instance of a ‘‘Lab test” Proclet class is
created so that a hemoglobin (HGB) blood test can be performed.
The performative is stored in the private knowledge base of the
‘‘Lab visit” Proclet.
After an instance of the ‘‘Lab test” Proclet class has been created,
a chemical analyst performs a test on the blood sample (‘‘Perform
test” task) followed by the creation of a report which contains the
result of the test (‘‘Make report”). Note that the performance for a
speciﬁc lab test could be, for example, based on a link to a code
from a controlled medical terminology. As a consequence of per-
forming the ‘‘Make report” task, a performative is sent to the in-
stance of the initiating Proclet class ‘‘Lab visit”. Note that each
instance of ‘‘Lab test” sends performatives via the Hospital Infor-
mation System (HIS). The results of the individual lab tests are re-
ceived by the ‘‘Receive result” task. The input port of task ‘‘Receive
result” has cardinality 1 and multiplicity , indicating that reports
of multiple tests may be received. Each performative received is
stored in a knowledge base. The ‘‘lab visit” Proclet inspects this
knowledge base continuously to determine whether a report for
each initiated lab test has been received so that the ‘‘Judge results”
task can be performed. This means that for this task a precondition
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received for each lab test that was initiated.
Basedon the reports received, a labassistantdecideswhetherany
of the lab tests need to be performed again or that everything is ﬁne
(i.e. were valid results obtained or did any exceptions occur). If the
tests do not need to be done again, the ‘‘Everything ﬁne” task is
performed after which all instances of the ‘‘Lab test” Proclet class
are destroyed via the ‘‘Finish lab test” task. In the situation where
the tests need to be done again, a performative is sent via the ‘‘Do
tests again” task to the ‘‘Perform test again” task to all ‘‘Lab test”
Proclet instances to indicate that the lab test needs to be redone.
Note that the cardinality of the output port of both the ‘‘Do tests
again”and ‘‘Everythingﬁne” tasks is *, i.e. in a single stepall ‘‘lab test”
Proclets are informed whether the tests need to be redone or not.
Moreover, the ports connected to the ‘‘Perform test again” task and
‘‘Finish lab test” task both have cardinality 1 (i.e. one recipient)
andmultiplicity ? (oneperformative is sent via one of the twoports).
After that a chemical analyst performs the test again, the ‘‘Provide
updated report” task is performed which sends the updated report
to the ‘‘Lab visit” Proclet instance where all of the results are col-
lected via the ‘‘Receive updated result” task. Finally, the doctor,
who requested the lab examination, is informed via the ‘‘Send re-
port” task after which the ‘‘Lab visit” Proclet instance is destroyed.
The example in Fig. 2 is rather simplistic and hides many de-
tails. For example, the two Proclet classes are not general enough
in the sense that they do not handle the problems that may relate
to the results of tests. However, it compactly illustrates the main
features of Proclets. For full details on the formalism we refer the
reader to [28,29]. Note that as the example shows an organiza-
tional process, it does not contain any logic/data for making a clin-
ical decision. So, for the ‘‘Order entry” and ‘‘Judge results” tasks
there is respectively no guidance in the selection of lab tests and
whether to do the tests again or not. However, we foresee that CIGs
could provide guidance in such a decision process.3. Limitations of monolithic workﬂows
In this section, we identify the problems that existing mono-
lithic workﬂow approaches are facing when dealing with the dy-
namic nature of processes. In order to do this, we take the
following approach. First, we examine the gynecological oncology
workﬂow as it is performed at the Academic Medical Center
(AMC) in Amsterdam which is considered to be representative of
other healthcare processes. In previous work this process has been
modeled in full using two workﬂow languages, YAWL and FLOWer
[30], and has been partially modeled using the Declare and ADEPT1
workﬂow languages [30]. We discuss the selected healthcare pro-
cess in detail by elaborating on how it has been modeled using
the YAWL workﬂow language and identify the issues that arose
when doing so. For FLOWer, ADEPT1, and Declare, we also discuss
the issues that arose when implementing the process although we
do not elaborate on speciﬁc implementation details. In doing so,
we exemplify the problems existing workﬂow approaches are fac-
ing. Subsequently, in Section 4, we discuss how the same health-
care process is modeled using Proclets and how the issues
identiﬁed can be addressed using our approach.
The gynecological oncology workﬂow is a large process, consist-
ing of over 325 activities, and is performed at the gynecological
oncology outpatient department at the AMC hospital. The AMC is
the most prominent medical research center in the Netherlands
and one of the largest hospitals in the country. The healthcare pro-
cess deals with the diagnosis of patients suffering from cancer once
they are referred to the AMC hospital for treatment. The care pro-
cess can be considered to be non-trivial and illustrative of other
healthcare processes, both at the AMC and in other hospitals.The healthcare process under consideration consists of two dis-
tinct parts. The ﬁrst is depicted in Fig. 3 and shows the top page of
the YAWL model. The process describes all of the steps that may be
taken with a patient up to the point where they are diagnosed. The
process starts with the ‘‘referral patient and preparations for ﬁrst
visit” composite activity. This subprocess deals with the steps that
need to be taken for the ﬁrst visit of the patient to the outpatient
clinic. The next step in the process is the ‘‘visit outpatient clinic”
composite activity where the patient visits the outpatient clinic
for a consultation with a doctor. Such a consultation can also be
done by telephone (‘‘consultation by telephone” composite activ-
ity). During a visit or consultation, the patient discusses their med-
ical status with the doctor and it is decided whether any further
steps need to be taken, e.g., diagnostic tests.
The execution of the tests thatmay beneeded aremodeled by the
‘‘examinations” multiple instance task which allows for the concur-
rent instantiation of a number of different tests for a patient. How-
ever, for each patient there are also other steps that may be taken.
These are modeled by the ‘‘ask for gynecology data”, ‘‘ask for radiol-
ogy data”, and ‘‘examination under anesthetic” composite tasks and
the ‘‘ask for pathology slides” and ‘‘take tissue sample” tasks. For
example, the ‘‘ask for pathology slides” and ‘‘take tissue sample”
tasks model the situation where a pathology examination is re-
quired after which the referring hospital is requested to send their
pathology slides to the AMC or a tissue sample is taken at the AMC.
Looking at the overall process we see that while the patient is
visiting the outpatient clinic (shown in the top part of Fig. 3) it is
possible for a series of subprocesses to run concurrently (as shown
in the lower part of the ﬁgure). As the execution of these subpro-
cesses can be complex and time consuming, there is no guarantee
that all of them will be ﬁnished before the start of the next patient
consultation, e.g. the result of a certain test might be delayed. Con-
sequently, these subprocesses should be seen as separate inter-
twined life-cycles running at different speeds rather than as one
workﬂow covering different but related cases. However, if we want
to denote that there is in fact a connection between these related
cases, we need to model them in one monolithic workﬂow. For
the FLOWer, Declare, and ADEPT1 workﬂow languages, these
observations also apply. Therefore, we can conclude that for exist-
ing workﬂow approaches cases need to be straightjacketed into a
monolithic workﬂow despite the fact that it is more natural to view
processes as inter-twined loosely-coupled object life-cycles.
In Fig. 4, the subprocess underlying the ‘‘Visit outpatient clinic”
composite task is shownwhich describes the visit of a patient to the
outpatient clinic. During such a consultation, the medical status of
the patient is discussed and a decision is made about the next steps
to be taken (‘‘Make diagnosis” task). At different stages during the
process, several administrative tasks, such as handing out bro-
chures (task ‘‘Additional informationwith brochures”), and produc-
ing a patient card (task ‘‘Make patient card”) may be necessary. As a
result of the execution of the ‘‘Make diagnosis” task, subsequent
steps in the process need to be triggered, such as further diagnostic
tests or a pathology examination. These subsequent steps are de-
picted in the top page of the YAWL model (see Fig. 3). As a conse-
quence, they can only be enabled when the process modeled in
Fig. 4 is already ﬁnished. It would be more natural if these kind of
processes were instantiated at the moment that it is known that
they need to be created, i.e. immediately after execution of the
‘‘Make diagnosis” task. In general, for each of the subprocesses
modeled in Fig. 3, no direct interaction can take place during their
execution. This is due to the fact that in YAWL there is no way of
modeling interactions between (sub)processes. The same observa-
tion holds for FLOWer, ADEPT1, and Declare as well. Consequently,
facilitating interactions between (sub)processes is far from trivial.
Where these need to be supported, they are typically hidden in
application logic or in custom built applications or even not taken
Fig. 3. General overview of the gynecological oncology healthcare process.
Fig. 4. Visit of the patient to the outpatient clinic.
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process in one diagram (so, no hierarchical decomposition) with
the necessary interactions being modeled via case data. However,
this would result in a large unreadable process model which does
still not show the interactions between (sub)processes.Note that business process notations exist which support inter-
actions between processes. For example, the Business Process
Modeling Notation (BPMN) allows the ﬂow of messages between
two entities to be shown via the message ﬂow construct [39]. In
general, we can conclude that as most workﬂow languages do not
638 R.S. Mans et al. / Journal of Biomedical Informatics 43 (2010) 632–649provide support for interaction between (sub)processes, it is difﬁcult to
model interactions between processes.
In Fig. 5, the second part of the gynecological oncology health-
care process is shown. This involves meetings between gynecolog-
ical oncology doctors and other medical specialists. First, the
participants from the different medical disciplines prepare them-
selves for these meetings (‘‘prepare radiology, pathology, and
MDO meeting” composite task). During the radiology meeting
(composite task ‘‘radiology meeting”), the doctors from gynecolog-
ical oncology discuss with a radiologist the results of the radiology
tests that have been performed for various patients during last
week. The same holds for the ‘‘pathology meeting” composite task
for the pathology examinations that have been performed during
the last week. Finally, during the MDO meeting (‘‘MDO meeting”)
the medical status of patients is discussed and a decision is made
about their ﬁnal diagnosis before the treatment phase is started. Fi-
nally, as a result of these meetings, several subsequent steps may
need to be initiated for individual patients. These steps are mod-
eled at the right-hand side of Fig. 5. For example, for some patients,
existing tissue may need to be re-examined whereas for others, the
referring hospital may need to be asked to send their pathology
material to the AMC for investigation (‘‘ask for tissue” task).
However, most importantly, compared to the two models dis-
cussed earlier, we are dealing with a group of patients instead of
a single patient. Obviously, compared to the two previous models,
we are dealing with a different level of granularity and one instance
aggregates information about several other instances. Due to this
difference, the workﬂows executed for a single patient, shown in
Fig. 3, and the workﬂow executed for a group of patients, shown
in Fig. 5, are modeled separately. Consequently, the two models
are completely disconnected whereas in reality (examinations for)
patients need to be registered for these meetings, which can be ini-
tiated from different places in the process described in Fig. 3. For
example, a patient can be registered during the initial phases of
the process and also during a visit to the outpatient clinic. Should
these workﬂows, operating at different levels of aggregation, need
to be described in a single model, a decision needs to be made
about what is considered to be the unit of modeling. So, is the
‘‘case” a service executed for a single patient, the illness a patient
is suffering from, or a group of patients suffering from a certain ill-
ness. All of these are at different levels of granularity. The selection
of a particular type of case at one of the aggregation levels causes
problems because the process cannot be ‘‘straightjacketed” into a
single case concept.Fig. 5. Meetings which are held on Monday afternFor the modeling of the healthcare process using the FLOWer,
ADEPT1, and Declare workﬂow languages, the same problem ap-
plies. We are not aware of any workﬂow language which is able to
deal with different levels of granularity. Consequently,models often
need to be artiﬁcially ﬂattened as they are unable to account for themix
of different granularities that co-exist. Note that the different units of
modelingwhich are possiblewhenmodeling aworkﬂowdonot nec-
essarily need to be aggregations of each other. Proclets can be in a
‘‘parent-child” (‘‘one-to-many”) relationship, but also in more com-
plex relationships like ‘‘brother-sister”, ‘‘many-to-many”. Therefore,
we use the term granularity instead of aggregation.
Furthermore, the fact that multiple patients can be registered
for the afore mentioned meetings (even from different points in
the process) indicates that one-to-many relationships may exist be-
tween entities in a workﬂow. For example, during a visit to the out-
patient clinic, a patient can be registered for discussion during an
MDO meeting. This means that a one-to-many relationship exists
between the entity ‘‘MDOmeeting” and the ‘‘visit outpatient clinic”
entity. However, as models are unable to account for different
granularities that co-exist in a workﬂow this also means that it is
impossible to capture one-to-many and many-to-many relation-
ships that may exist between entities in a workﬂow. Although, it
is impossible to capture the fact that one-to-many and many-to-many
relationships exist between entities in a workﬂow, such relationships
are common as can be seen in any data/object model.
We have discussed problems that we are faced with when mod-
eling the gynecological oncology healthcare process using the
YAWL, FLOWer, ADEPT1, and Declare workﬂow languages. In sum-
mary, we may conclude that existing workﬂow approaches cur-
rently exhibit the following problems:
 Issue 1: Models need to be artiﬁcially ﬂattened and are unable to
account for the mix of granularities that co-exist in real-life
processes.
 Issue 2: Cases need to be straightjacketed into a monolithic work-
ﬂow even though it is more natural to see processes as inter-
twined loosely-coupled object life-cycles.
 Issue 3: It is impossible to capture the fact that one-to-many and
many-to-many relationships exist between entities in a work-
ﬂow, yet such relationships are common as can be seen in any
data/object model.
 Issue 4: It is difﬁcult to model interactions between processes,
i.e. interaction is not a ﬁrst-class citizen in most process
notations.oons to discuss the medical status of patients.
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cally address these problems.4. Realization of the gynecological oncology workﬂow using
Proclets
In this section, we elaborate on how the gynecological oncology
healthcare process is modeled using Proclets. First, in Section 4.1,
we discuss which entities can be identiﬁed in the workﬂow and
how they relate to each other. In Section 4.2, a selection of Proclet
classes will be discussed, illustrating how the entire healthcare
process is modeled using Proclets. However, most importantly, it
will be explained how the issues identiﬁed in Section 3 are ad-
dressed using Proclets.
4.1. Overview
The class diagram in Fig. 6 gives an overview of the entities that
exist within the healthcare process and the relationships between
them. The dark-grey colored classes correspond to concrete Proclet
classes. The inheritance relations show which Proclet classes have
common features, i.e. the light-grey and white colored classes can
be seen as abstract classes used to group and structure Proclets.
The associations show the relationships that exist between Proclet
classes together with their multiplicity.
Starting with the white colored classes, we see that four main
entities exist within the healthcare process. These different entities
have been identiﬁed by looking from a high level viewpoint at the
gynecological oncology healthcare process. By taking this view-
point, four different kinds of (sub)processes can be identiﬁed which
together constitute the entire gynecological oncology healthcare
process. More speciﬁcally, for the (sub)processes that belong to a
main entity, process related similarities can be identiﬁed. These
similarities relate to the general purpose for which these (sub)pro-
cesses are executed (e.g. a test for a single patient or a meeting to
discuss a group of patients). Moreover, these similarities also re-
lated to the medical departments that are responsible for these
(sub)processes and whether the presence of the patient is neces-
sary. Below, these fourmain entitieswill be discussed togetherwith
an explanation of the rationale for deﬁning them.
 Visit: A patient can visit a hospital multiple times to see a doc-
tor. The gynecological oncology department is responsible for
the complete process of such a visit. A visit can either be at
the outpatient clinic where the doctor examines the patient
(‘‘Visit outpatient clinic” class), or an examination under anes-
thetic (‘‘Examination under anesthetic” class). Moreover, also
related to a visit are the initial stages of the process (‘‘Initial
phase”) in order to prepare for the ﬁrst visit of the patient to
the outpatient clinic.
 Test: A gynecological oncology doctor can select multiple diag-
nostic tests that need to be conducted for a patient. These tests
are performed at various medical departments (other than the
gynecological oncology department). The tests that can be
chosen range from medical imaging (‘‘MRI”, ‘‘CT”, and ‘‘X-ray”
classes) to a lab test (‘‘Lab” class), an ECG (‘‘ECG” class), and a
pre-assessment (‘‘Pre-assessment” class). For all of these, the
presence of the patient is required. Note that in principle many
more diagnostic tests can be selected by a doctor. In the class
diagram we only model the tests that are selected most
frequently.
 Additional information: A gynecological oncology doctor might
require additional information in order to come to a ﬁnal diag-
nosis. This may involve requesting the hospital, that referred
their patient to the AMC for treatment, to send their data tothe AMC hospital so that it can be reviewed. They can be
requested to send patient ﬁles (class ‘‘Obtain gynecology data”),
to send pathology slices (‘‘Pathology” class), or to send radiol-
ogy data (‘‘Radiology revision” class). However, the ‘‘Pathology”
Proclet class also involves (re)examining patient tissue which
has been collected at the AMC. For all of these processes, the
patient does not need to be present.
 Multi-disciplinary meeting: Every Monday afternoon multiple
meetings are organized for discussing the status of patients
and/or the outcome of examinations. For each of these meet-
ings, the gynecological oncology department is involved. In
addition, these meetings involve the departments of radiology
(‘‘Radiology meeting” class), pathology (‘‘Pathology meeting”
class) and a multidisciplinary meeting (‘‘MDO meeting” class)
involving the departments of radiotherapy, and internal medi-
cine (in order to give chemotherapy). For these meetings, the
patient does not need to be present.
The entity types mentioned above are very general. In principle,
they generalize very well to other healthcare processes in which
these entities may apply.
For the four main entity types, Proclets are instantiated a vari-
able number of times and interact in different ways with each
other. For these interactions between Proclets, a single Proclet
might require multiple inputs and outputs from other existing Pro-
clets. For example, a lab test can be triggered during a visit to the
outpatient clinic and also during the initial phases of the process or
during an MDO meeting.
To make these interaction related commonalities explicit, the
light-grey colored classes in Fig. 6, outline these interaction charac-
teristics in terms of inputs and outputs. The items depicted in bold
italics indicate that an interaction is optional whereas an item
written in normal text indicates that an interaction is mandatory.
In this way, the light-grey colored classes explicitly identify (at a
high level) the interface that exists for a speciﬁc (group of) Pro-
clet(s). Note that not all Proclet classes have the same level of
aggregation. The multi-disciplinary meeting related Proclet classes
all deal with a group of patients whereas the other Proclet classes
are related to a single patient.
We will now elaborate on the four main types of Proclet classes
that have been identiﬁed and examine their interaction with other
Proclet classes. First, we focus on the ‘‘Test” and ‘‘Additional infor-
mation” entities in isolation. Then, we focus on the ‘‘Visit” and the
‘‘Multi-disciplinary meeting (MDM)” entities and elaborate on the
associations with other entities. In general, an association with the
name ‘‘follows” indicates that, seen from the viewpoint of the ‘‘Vis-
it” and the ‘‘Multi-disciplinary meeting (MDM)” entities, an action
is initiated (e.g. a lab test). Similarly, an association with name
‘‘preceding” indicates that a speciﬁc action serves as input to
either the ‘‘Visit” or ‘‘Multi-disciplinary meeting (MDM)” entity
(e.g. the result of a lab test is required for a visit to the outpatient
clinic).
As indicated before, in the class diagram, we only modeled the
tests that are selected most frequently. For each of these selected
tests, the patient is required to be present. Next, for them three dif-
ferent ways can be distinguished in which a test is requested and
ultimately the result is communicated. Note that a result is always
communicated although a test might fail or that no results are
obtained.
One possibility is that a test is requested and the outcome of the
test is immediately reported (‘‘T1”), Another possibility is that a
test is requested, a preliminary result is communicated, followed
by a ﬁnal result (‘‘T2”) at a later time. The third alternative is that
a test is requested and a preliminary result is communicated to
either the requester or a nominated group of medical specialists.
They in turn decide whether an amendment is needed (‘‘T3”). A
Fig. 6. Class diagram outlining the concepts that exist within the healthcare process and their relationships.
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to ‘‘T1”, Proclet classes of this type may also request additional
diagnostic tests for a patient in order to come to a decision. For
example, for a pre-assessment test, the anesthetist might require
that a lung function test is completed or a consultation with an
internist. The act of requesting additional tests in order to come
to a ﬁnal decision are also modeled by the ‘‘follows_1” and ‘‘pre-
ceding_1” associations. These associations indicate that during a
pre-assessment multiple tests can be triggered, i.e. the multiplicity
is 0::, but also that results of multiple tests may be required as
input for an examination, i.e. the multiplicity is 0::. Note that
the requester only initiates an examination and might not be
aware of the fact that additional tests need to be performed in
order to arrive at an outcome.
A doctor might decide that additional information is required to
reach the ﬁnal diagnosis for a patient. Two different ways can be
distinguished in which a request for additional information can
be made and the result is delivered to the requester. These are:(1) additional information is requested and the requested informa-
tion is immediately communicated (‘‘A1”), (2) additional informa-
tion is requested and a preliminary result is communicated to
either the requester or a group of medical specialists. They in turn
advise whether further investigation is required (‘‘A2”). Note that
the way in which additional information is requested, and the re-
sult communicated, is very similar to the way tests are requested
and the result communicated.
During a visit to the hospital, the patient is examined either at
the outpatient clinic or during a procedure under anesthetic. For
a visit of the patient at the outpatient clinic (which can also be a
consultation by telephone), several inputs might be required.
These can be the results of preceding tests, i.e. the multiplicity at-
tached to the ‘‘Test” class of association ‘‘previous_2” is 0::, or
additional information that needs to be available, i.e. the multiplic-
ity attached to the ‘‘Visit” class of association ‘‘previous_4” is 0::.
Note that the results of tests and additional information may also
be required as input to a multidisciplinary meeting. Therefore,
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ous_2” and ‘‘previous_4” is 0::1. Moreover, as the status of a patient
might be discussed during the MDO multi-disciplinary meeting
(‘‘MDO meeting”), the patient may be informed about the discus-
sion afterwards, i.e. the multiplicity attached to ‘‘Visit outpatient
clinic” and ‘‘MDO meeting” of association ‘‘previous_6” is 0:: and
0::1, respectively.
During a visit by a patient to the hospital, a doctor might require
a subsequent visit, i.e. the multiplicity of associations ‘‘follows_7”
is 0::1, or that a patient needs to be registered for one or more mul-
tidisciplinary meetings, i.e. the multiplicity attached to the ‘‘Multi-
disciplinary meeting (MDM)” class of association ‘‘follows_6” is
0 . . . .
Moreover, a doctor might also request additional information,
i.e. the multiplicity attached to the ‘‘Additional information” class
of association ‘‘follows_4” is 0 . . . , or that tests are triggered for
a patient, i.e. the multiplicity attached to the ‘‘Test” class of associ-
ation ‘‘follows_2” is 0 . . . . Note that tests and additional informa-
tion may also be triggered for a patient during a multidisciplinary
meeting. Therefore, the multiplicity attached to the ‘‘Visit” class for
associations ‘‘follows_4” and ‘‘follows_2” is 0 . . .1.
Finally, there are the multidisciplinary meetings to discuss the
status of multiple patients, to review the outcome of selected diag-
nostic tests, and to examine additional information that has been
requested. Although for a certain meeting distinct inputs and out-
puts might exist, several commonalities can be identiﬁed. As in-
puts to a meeting, additional information (‘‘previous_5”), tests
(‘‘previous_3”), and the outcome of other multidisciplinary meet-
ings (‘‘previous_8”) might be required for multiple patients. Fur-
thermore, as outputs, it might be necessary to request additional
information (‘‘follows_5”), order further tests for a patient (‘‘fol-
lows_3”), or to initiate a multidisciplinary meeting (‘‘follows_8”).
This is done for multiple patients. Note that for the above men-
tioned associations, the reasoning for the multiplicities is similar
to those for the ‘‘Visit” class.
As already indicated earlier, the dark-grey colored classes in
Fig. 6 correspond to concrete Proclet classes. Note that there is a
strong correspondence between classes in a class diagram and Pro-
clets carrying the same name. A class in a class diagram outlines
the data a Proclet class carries with it and its relationship with
other Proclets. Through the use of Object Constraint Language
(OCL) expressions [40] it is possible to access data of different
Proclets.
Note that the class diagram presented in Fig. 6 is one possible
solution to group and structure Proclets. Depending on the context
in which the to-be modeled process is executed, a different (and
perhaps more advanced) class diagram can be constructed (e.g.
based on the HL7 Reference Information Model (RIM)) [41].
4.2. Proclets
As already indicated earlier, the dark-grey colored classes in
Fig. 6 correspond to concrete Proclet classes. In total 15 Proclet
classes have been identiﬁed for the gynecological oncology
workﬂow.
The 15 Proclet classes identiﬁed are connected to other Proclet
classes via the port and channel concepts. Fig. 7 shows a high-level
view of the interconnection structure together with the cardinality
and multiplicity of the ports. In total, there are 86 possible interac-
tions between the Proclet classes which illustrates the complexity
of the process.
By using Proclets the relationships between different entities
can be described in their own process deﬁnition. So, it is more nat-
ural to deﬁne processes as intertwined loosely-coupled object life-cy-
cles. As can be seen in Section 3, when using existing workﬂow
languages, it is necessary to ﬂatten this structure into a monolithicworkﬂow model, which is potentially very difﬁcult or even intrac-
table in practice. By using Proclets, the second issue mentioned in
Section 3 can be solved.
Of the 15 Proclet classes, we discuss the ‘‘Visit outpatient clinic”,
‘‘Pathology”, and ‘‘Pathology meeting” Proclet classes in detail. The
other Proclet classes are discussed in detail in [42].When discussing
the Proclets, we will show how the limitations of monolithic work-
ﬂows can be addressed by using a Proclets approach. Furthermore,
we elaborate on the interaction of an individual Proclet with other
Proclets, i.e. the interface of a Proclet. As can be seen in Fig. 7, there
can bemany interactions between Proclets and evenmultiple inter-
actionsbetween thesameProclets. Inorder to showthekindof inter-
actions between two Proclets, the following naming strategy is
chosen for a port, consisting of several distinct parts: sending_pro-
clet.task_name_sending_proclet.[name].S/R. ‘‘sending_proclet” refers
to the Proclet class which sends the performative, task _name_send-
ing_proclet refers to the speciﬁc task (or composite task) in the Pro-
clet class that sends the performative, ‘‘S/R” indicates whether a
performative is sent via the port or is received via the port. ‘‘[name]”
refers to a speciﬁc (optional) identiﬁer that is added when the nam-
ing chosen for the other parts does not lead to a unique name. Note
that by using this naming strategy each port will have a unique
name.Moreover, eachport canonly sendaperformative tooneother
port and each port can only receive one performative from another
port.
The healthcare process involves multiple medical departments,
such as radiology and pathology. In order to clearly identify the re-
source perspective for each task in a Proclet class, it is indicated for
each task which department and which role is required. The corre-
sponding organizational model is shown in Fig. 8. For example, we
can see that for the ‘‘gynecological oncology department”, the roles
‘‘doctor” and ‘‘nurse” have been deﬁned, and that for the ‘‘radiol-
ogy” department the roles ‘‘radiologist” and ‘‘radiology assistant”
have been deﬁned.
Note that the Proclet classes discussed below are somewhat
simpliﬁed in comparison to the models produced for the YAWL,
FLOWer, ADEPT1, and Declare systems. First of all, the Proclet clas-
ses do not model all of the tasks that are relevant for a speciﬁc
workﬂow. Clearly, our main motivation for deﬁning the Proclet
classes are to show the interactions between these Proclets as this
is the core focus of the Proclet approach. Obviously, by modeling
these interactions, information is included which is typically not
present in a single monolithic workﬂow.4.2.1. Visit outpatient clinic
We now analyze in detail the ‘‘Visit outpatient clinic” Proclet
class that can be seen in Fig. 9. This Proclet class deals with a visit
by a patient to the outpatient clinic of gynecological oncology in
order to see a doctor. The contents of this subprocess has already
been discussed in detail in Section 3.
A visit of a patient can be requested at different parts of the pro-
cess consequently triggering the creation of the respective Proclet.
This is indicated by the cardinality 1 and multiplicity ? of the ports
connected to the input condition. For example, a visit is requested
during the initial stages of the healthcare process and also during a
visit itself or during the MDO meeting. The next few tasks in the
Proclet class deal with the meeting of the patient with the doctor
(‘‘Meet with patient” task). Directly related to such a meeting is
the fact that the results of multiple tests (‘‘Receive preliminary
lab result”, ‘‘Receive ﬁnal lab result”, ‘‘Receive report ECG” tasks,
‘‘Receive pre-assessment result” tasks), additional information
(‘‘Receive gynecology data” task), and the result of a MDO meeting
(‘‘Receive MDO meeting result” task) might be required as inputs.
The fact that only a selection of them might be required is indi-
cated by the cardinality 1 and multiplicity ? of the associated ports.
Fig. 7. The Proclet classes that are deﬁned for the healthcare process and all of the possible interactions between them.
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Fig. 8. The organizational model for the healthcare process.
642 R.S. Mans et al. / Journal of Biomedical Informatics 43 (2010) 632–649For example, as input, the outcome of an MRI and lab test might be
necessary along with the data received from the referring hospital.
Note that the tasks, required for the receipt of all the necessary
inputs for a patient meeting, are modeled using a loop. Each perfor-
mative received is stored in a knowledge base. The Proclet contin-
uously inspects this knowledge base and continues with the next
step (‘‘Register patient” task) if all required performatives have
been received.
During a visit to the doctor, it may be decided that several sub-
sequent steps need to be taken in order to diagnose the patient. In
general, a doctor can request that additional information is re-quired (‘‘Request gynecology data”, ‘‘Request radiology revision”,
‘‘Request pathology examination”, ‘‘Request pathology slices refer-
ring hospital” tasks), that tests need to be undergone by a patient
(‘‘Request ECG”, ‘‘Request lab test”, ‘‘Request x-ray”, ‘‘Request MRI”,
‘‘Request CT”, ‘‘Request pre-assessment” tasks), and that the pa-
tient needs to be discussed during a multidisciplinary meeting
(‘‘Request registration for pathology meeting”, ‘‘Request registra-
tion for radiology meeting”, ‘‘Request registration for MDO meet-
ing” tasks). Moreover, a subsequent visit by the patient might be
necessary (‘‘Initiate visit to outpatient clinic”, ‘‘Initiate examination
under anesthetic” tasks). A doctor makes a selection of each of
these steps as necessary. So, either a step is selected once or not
at all. This is also indicated by cardinality 1 and multiplicity ? of
the associated ports. Note that during the selection of the subse-
quent steps, it can be that a given Proclet needs to receive informa-
tion about the different inputs that need to be received by the
respective Proclet. For example, during a visit of the patient to
the outpatient clinic, a doctor may decide that for the next visit
of the patient an MRI and X-ray are required. In this way, when cre-
ating a new instance of a ‘‘Visit Outpatient Clinic” Proclet the con-
tent of the performative needs to indicate that for the next visit the
result of both an MRI and X-ray is required.
Note that in this Proclet, the communication with other Proclets is
made explicit, i.e. communication is a ﬁrst-class citizen. In compari-
son to Fig. 4, interaction with other processes is possible. For exam-
ple, after the meeting with the doctor, subsequent steps can
Fig. 9. The ‘‘Visit outpatient clinic” Proclet class.
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subprocess ﬁrst needs to ﬁnish. Furthermore, in Fig. 4, subprocess
dependencies are hidden in the data perspective. For example, in
Fig. 4 it is not visible that during the performance of task ‘‘Meet
with patient”, data ﬁelds are set, which after the completion of
the subprocess, cause any subsequent subprocesses to be triggered.
In this way, by using Proclets, the fourth issue mentioned in Sec-
tion 3 can be resolved.
Note that at run-time information held by Proclets might need
to be updated or may need to be canceled. For example, as input to
a meeting with a doctor, the result of a lab test might be necessary.
However, the result of the lab test may not be available at the
moment the meeting should take place. An option is to either can-
cel the whole Proclet involving the lab test or to ‘‘relink” the result
of the lab test to the next meeting with the patient. At the moment,
the models do not cater for the fact that Proclets can be updated or
even canceled.4.2.2. Pathology
The ‘‘Pathology” Proclet class, shown in Fig. 10, describes the
process in which (1) patient tissue needs to be investigated by a
pathologist, (2) a request is made to review pathology material
from another hospital, or (3) a request is made to reinvestigate
pathology material. Analysis shows that a Proclet class can be used
to represent a workﬂow process which can handle multiple types of
cases. The resulting model reuses as much of the existing process
as possible, i.e. no duplication of process parts is necessary or cre-
ation of separate Proclet classes.
For each type of case, speciﬁc ports are connected to the input
condition in the net. For example, ports with names ending ‘‘tis-
sue_taken_of” are used to create a Proclet instance where patient
tissue needs to be investigated. Directly connected to the input
condition is the light-grey colored, automatic, ‘‘Additional investi-
gation/receive fax/tissue taken of” task. Depending on the perfor-
mative received, the correct path is taken for each type of case.
Note that as a different path needs to be taken on the basis of
the performative received, this illustrates the need for a knowledge
base.
In the situation where a request is raised asking another hospi-
tal to send its pathology material for investigation, the ‘‘Send fax”task is performed which requires a fax to be sent. After this, either
the material is received (‘‘Receive material” task) or the other hos-
pital needs to be reminded to send the relevant material to the
AMC (‘‘Reminder” task). When the material is received, it can be
investigated by a pathologist (‘‘Investigate” task) who prepares a
report (‘‘Make report” task) that is discussed during the relevant
pathology meeting (‘‘Send report” task). After discussion at this
meeting, a performative is returned (‘‘receive conclusion” task)
which indicates whether any ﬁnal amendments need to be made
(‘‘Make amendment”) or not.
An alternate situation involves a request where a tissue sample
taken at the AMC needs to be investigated. After receipt of the tis-
sue (‘‘Receive tissue”), the process follows the same course as in
the previous situation, starting from the ‘‘Investigate” task.
Finally, another possible alternative involves a request where
existing samples need to be reinvestigated, e.g. additional colorings
might be necessary. After the request is received, the same steps
are taken as for the two previous situations, starting from the
‘‘Investigate” task.4.2.3. Pathology meeting
The ‘‘Pathology meeting” Proclet class, shown in Fig. 11, de-
scribes the weekly meeting in which the gynecological oncology
doctors and a pathologist discuss the samples that have been
examined by a pathologist and need further review. During this
meeting, samples from multiple patients are discussed. For each
weekly meeting, a separate Proclet is created (‘‘Create pathology
meeting” task). In order to discuss a patient sample, it ﬁrst needs
to be registered (tasks starting with ‘‘Register for meeting”). This
can be done at different points in the process which explains
why there are multiple tasks starting with ‘‘Register for meeting”
each connected to a single port. However, as is indicated by the
cardinality 1 and multiplicity * of the associated ports, multiple pa-
tients can be registered using the same port. Furthermore, as a con-
sequence of the registration for the ‘‘Pathology meeting” Proclet, a
separate instance of the ‘‘Pathology” Proclet is created so that the
sample can be investigated by a pathologist. The result of this Pro-
clet is received via the ‘‘Receive pathology report” task. Conse-
quently, there exists a tight coupling between one ‘‘Pathology
meeting” Proclet and multiple ‘‘Pathology” Proclets.
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Fig. 10. The ‘‘Pathology” Proclet class.
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the corresponding receipt of the results are modeled using a loop.
By using a loop, multiple performatives can be received, one at a
time, as indicated by cardinality 1 and multiplicity * of the associ-
ated ports. The ‘‘Pathology meeting” Proclet constantly inspects
this knowledge base in order to decide whether all necessary per-
formatives have been received and the process may continue, i.e.
the ‘‘Prepare pathology meeting” task may be performed in which
a pathologist prepares themselves for the pathology meeting that
is held afterwards (‘‘Pathology meeting” task).
During this meeting, it might be decided that several subse-
quent steps need to be taken. For each of the samples that are
discussed during the pathology meeting, the corresponding
‘‘Pathology” Proclet needs to be informed whether an amendment
is required or not. This involves sending a performative to each
corresponding ‘‘Pathology” Proclet (‘‘Make diagnosis”) as is indi-
cated by the cardinality * of the accompanying port. Moreover,
new pathology examinations might be required (‘‘Request Pathol-
ogy slides”, ‘‘Request additional colorings” tasks) which subse-
quently need to be discussed at a later pathology meeting
(‘‘Request registration for pathology meeting” task). Here also per-
formatives need to be sent to multiple Proclets as indicated by the
cardinality * of the accompanying ports. Finally, before destroyingthe instance, the results of the discussion are transferred to the
MDO meeting so that the patient can be discussed during this
meeting (‘‘End pathology meeting” task).
As becomes clear from this analysis, in this Proclet class we are
dealing with a different level of aggregation (i.e. a group of patients)
than the previous Proclet classes, and performatives are received from
Proclet classes which are at a lower level of aggregation (a speciﬁc
service delivered for a patient). Using Proclets we can easily handle
these differences in the level of aggregation whereas most work-
ﬂow management systems force one to depict the process at an
arbitrarily chosen level and to describe them in terms of one
monolithic workﬂow. Obviously, issue number one, mentioned in
Section 3, can be solved using Proclets.
Moreover, for this Proclet several one-to-many relationships ex-
ist within the ‘‘Pathology” Proclet. For example, using task ‘‘Re-
quest additional colorings”, it can be requested that existing
samples be reinvestigated for multiple patients. The output port
of this task has cardinality *, indicating that the performative is
sent to potentially multiple recipients. In the class diagram of
Fig. 6, this relationship is also indicated by the ‘‘follows_5” associ-
ation. Clearly, using Proclets it can easily be captured that there are
one-to-many and many-to-many relationships between entities in a
workﬂow, whereas this is impossible to capture using existing
Fig. 11. The ‘‘pathology meeting” Proclet class.
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can be addressed.5. Related work
The ﬁrst WfMSs were developed in the early 1970’s. See for
example the OfﬁceTalk system of Skip Ellis [43], an ofﬁce automa-
tion system based on Petri Nets. However, only in the late nineties
did these systems became more mature and more widely used in
practice. Currently, there are several hundred WfMSs and work-
ﬂow technology has become an integral part of numerous prod-
ucts, including Enterprise Resource Planning (ERP) (e.g. SAP/R3),
Product Data Management (PDM), and Customer Relationship
Management (CRM) systems.
Currently, administrative processes, which tend to be rather ri-
gid, can be well supported by WfMSs. However, as indicated in
[44,26], so called ‘‘careﬂow systems”, systems used for supporting
care processes in hospitals, have special demands with regard to
workﬂow technology. Successful implementations of workﬂow
systems in healthcare do exist [25,1,45,16,46], for example, [25]
describes how workﬂow technology can support the execution of
recurrent tasks in a medical department. Furthermore, Zai et al.
[46] recently reported on a combined workﬂow-informatics sys-
tem for diabetes management providing each healthcare team
member with just in time knowledge so that they could perform
their speciﬁc tasks.
Currently, the focus of research in the ﬁeld of healthcare is shift-
ing towards describing and modeling workﬂow in order to design
healthcare technology that provides improved support for the
management of diseases. Nevertheless, the healthcare domain is
still behind in adopting WfMSs for tuning healthcare organiza-
tional processes. In that way, ‘‘widespread” adoption and dissemi-
nation of workﬂow technology is the exception rather than the rule
[27]. One of the problems that must be dealt with in order to effec-
tively support healthcare processes using WfMSs is that more pro-
cess ﬂexibility needs to be provided by the system [47,48].Unfortunately, current workﬂow systems fall short in this area,
an observation often reported in the literature [49–52].
One of the problems related to ﬂexibility is that for a given pa-
tient a number of concurrent processes need to run in conjunction
with each other [53,1]. When complex care needs to be delivered,
co-operation between various clinicians across different medical
specialties and departments is needed [54], e.g. by having multi-
disciplinary meeting in which doctors from several medical disci-
plines discuss the status of a patient. In this paper, these
processes can be characterized by weakly-connected interacting
lightweight workﬂows in which communication and collaboration
between instances of these processes is of particular importance.
Contemporary languages and systems provide limited support
for the execution of lightweight interacting workﬂows. Instead,
one is forced to squeeze real-life processes into a single ‘‘mono-
lithic overarching workﬂow” which describes how an individual
case is handled in isolation. In doing this, the modeler looses the
overview, the natural structure of work is lost, and the required
ﬂexibility cannot be offered to the medical professionals. This issue
has been recognized in literature [28,29,55–57] and is not limited
to the healthcare domain. It also applies in other areas, e.g. the
automotive domain [57], or when reviewing papers for a confer-
ence [29].
When applied to lightweight interacting workﬂows, the Proclet
approach supports the following considerations: (1) different pro-
cesses interacting with each other, (2) processes operating at dif-
ferent levels of aggregation, and (3) batch-oriented tasks. There
are a limited range of alternate approaches to deal with some of
these issues [56].
The Corepro framework [58,57] allows for automatic generation
and coordination of individual processes, operating at different lev-
els of aggregation, based on their underlying data structure. The
initial number of process instances created is decided at run-time.
However, the creation of new instances at runtime is possible, but
requires an ad-hoc change to the related data structures. For the
Proclet approach, the number of process instances created is based
on post-conditions, evaluated at runtime.
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cesses in the healthcare domain is presented. A goal-ontology, pre-
sented as a directed acyclic graph, is utilized to represent the
business model at the upper level and is decomposed into an ex-
tended Petri-net model for the lower level workﬂow schema. A
mapping is deﬁned from the goal-graph to (sub)processes and
activities such that each of the (sub)processes is designed in a
way that achieves one of the upper level goals. This approach leads
to a hierarchy of process models with a number of the top-level
goals being implemented through subprocesses. However, there
is no interaction between subprocesses in contrast to the classical
way in which hierarchical processes communicate with each other
in a top-down fashion.
In [62,55,63], the concept of artifacts is used to distinguish dif-
ferent levels of aggregation. However, the content of one or more
artifacts can only be changed by the execution of an activity. Con-
sequently, aggregation issues are only addressed at the activity le-
vel instead of at the process level.
Batch-oriented tasks are tasks that are based on groupings of
lower aggregation elements. The concept of a batch-oriented task
was already introduced in [64] in order to allow for a task that is
executed for multiple instances at the same time. In [65], the prob-
lem is deﬁned and deliberations are provided on the technology
support required to deal with the issue.
Finally, in [66,67], worklets are presented which can be seen as
micro workﬂows. Speciﬁc activities in a process are linked to a rep-
ertoire of possible actions. Based on the properties of the case and
other context information, the required action is chosen. The selec-
tion process is based on a set of rules. During enactment it is also
possible to add new actions to the repertoire. However, in contrast
to the Proclets Framework, these actions can only be enacted at
speciﬁc parts of the process which needs to be decided at design-
time. Moreover, no interactions between these worklets are
possible.
6. Discussion
In this paper, we have studied the gynecological oncology
healthcare process and how it can be modeled more effectively
by using the Proclet framework. Due to the increased emphasis
on interaction-related aspects of workﬂows, it is possible to model
interactions between processes which otherwise would have been
hidden in application logic or not been taken into account at all. At
run-time, once it is known that interactions have to take place, this
can be monitored leading to an improved quality of the processes
that are ultimately executed. In the healthcare domain where re-
sources are scarce and limited and often work is handed over from
one resource to another, this is of the utmost importance. Cur-
rently it might be the case that a participant in a certain process
is not aware of the fact that a participant in another process is
waiting for input. For example, a pathologist does not start work-
ing on a report which is needed by a medical specialist a day later,
but rather is working on a report which is needed two weeks later.
For the gynecological oncology healthcare process, once sup-
ported by the Proclet framework, several beneﬁts can potentially
be realized. Currently, for the radiology and pathology meetings,
patients that need to be discussed must be registered for the
respective meeting. However, in practice, for both meetings it hap-
pens that around 10% of the patients can not be discussed because
preparatory work in the corresponding radiology and pathology
processes has not taken place. Moreover, for scheduled meetings
where a patient sees a doctor it is sometimes the case that a doctor
ﬁnds out during the actual appointment that some results from re-
quired diagnostic tests are missing. Consequently, this leads to
inefﬁciencies as a new appointment needs to be scheduled. In
the Proclet models deﬁned for the gynecological oncology health-care process these interactions have been captured. Once these
are monitored, these issues can be avoided.
For the Proclet classes described, there is also a link with our
calendar-based scheduling support described in [68]. Today’s
WfMSs offer work-items to users through speciﬁc work-lists in
which participants select the work-items they will perform. How-
ever, no calendar-based scheduling is offered for these work-items.
In [68] it is investigated how a WfMS can be augmented with
scheduling facilities such that appointments can be scheduled for
these kinds of tasks. Moreover, these appointments are scheduled
in the calendars of the participants involved in the actual perfor-
mance of the task in order to ensure that they occur at a precise
pre-agreed time suitable for all of the participants involved.
Clearly, in several Proclet classes, we can also ﬁnd tasks for which
a concrete appointment involving speciﬁc resources needs to be
made. For example, the ‘‘Meet with patient” task in the ‘‘Visit out-
patient clinic” Proclet class is a task which needs to be scheduled
for both a doctor and a patient. Furthermore, the ‘‘Pathology meet-
ing” task in the ‘‘Pathology meeting” Proclet class is also a task
which needs to be scheduled as a pathologist and several gyneco-
logical oncology doctors need to be available at the same time.
When linking the Proclets framework with the work described in
[68], also these scheduling aspects can be taken into consideration
leading to better scheduling and organization of resources.
Although the Proclets framework offers various advantages,
several challenges in regard to the design and implementation of
the Proclet framework still remain. These challenges are discussed
below.
In this paper, we only focus on the support of organizational
processes by the Proclets framework. However, as mentioned in
Section 1, for healthcare processes a distinction can be made be-
tween organizational processes and medical treatment processes.
For the optimal support of medical treatment processes by IT, ﬂex-
ibility needs to be offered by CIG languages in order to effectively
model CIGs [26,7,69,70]. As ﬂexibility is offered by the Proclets
framework, we believe that the framework provides beneﬁts in
the modeling and execution of CIGs as well. In addition to this, un-
til now not many studies have been devoted to the integration of
CIGs and workﬂow languages [14,7]. Future work can investigate
the usage of the Proclets framework for providing such an inte-
grated solution. In this way, optimal support for healthcare pro-
cesses can be provided.
A limitation of our approach is that we only refer to a speciﬁc
healthcare process from the gynecological oncology department
within one institution, the AMC, as a test bed for the Proclets. Other
healthcare processes, in particular those concerning the manage-
ment of chronically ill patients, may differ in their complexity, in-
clude many more diagnostic or treatment subprocesses and more
healthcare team members as part of the patient care process over
a long period of time. However we consider the gynecological
oncology healthcare process to be representative of other health-
care processes as it deals with the diagnosis of patients suffering
from cancer, an area in which the AMC serves as a reference center.
As such, we are dealing with complex diagnosis and treatment pro-
cesses where multiple (sub)processes may run in conjunction with
each other.
Another related aspect is that within the Proclets Framework,
interaction is considered to be a ﬁrst-class citizen. Consequently,
when discussing the advantages, our main focus is on interac-
tion-related aspects rather than on organizational aspects. Never-
theless, it should be noted that in healthcare the allocation of
responsibilities to resources is much more dynamic than in other
ﬁelds. With this in mind, future work should ensure that the dy-
namic and volatile nature of roles and the organization in these
processes is fully taken into account. A signiﬁcant achievement
in this context is the work done on the so-called workﬂow resource
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and modeling languages, the various ways in which resources are
utilized in workﬂows are delineated and described in detail.
By promoting interaction to a ﬁrst-class citizen, the Proclets
framework, allows for modeling complex workﬂows in a more nat-
ural manner. However, this increased emphasis on the interaction
side of workﬂows requires a different modeling approach, and,
hencemodelers trained in this new style of modeling. Most existing
modeling approaches require that a process is captured in terms of
one or more complex models. By increasing the emphasis on inter-
action-related aspects of workﬂows, the Proclet framework sup-
ports the division of complex entangled processes into simple
fragments. This can be achieved by ﬁrst constructing a class dia-
gram which models the concepts that exist within a process and
their relationships (e.g. as in Fig. 6). Afterwards, the different Pro-
cletmodels and their interactions can bemodeled based on the con-
cepts identiﬁed in the class diagram and the relationships between
them. Obviously this approach allows for a separation of concerns.
In this way, we believe that less modeling errors are made.
Note that in regard to avoiding modeling errors, several meth-
ods are available for veriﬁcation, given the modeling language that
is used. For example, for the YAWL language, which is used for the
Proclet models in this paper, dedicated techniques are available for
verifying syntactic correctness [72]. However, this veriﬁcation ab-
stracts away from interactions and will not discover deadlocks due
to inter-process communication. Hence, to adequately support
Proclet-based veriﬁcation, additional research is needed.
Another issue associated with promoting interactions to ﬁrst-
class citizens is that it is difﬁcult to see how a series of Proclets un-
folds over time. This might raise issues in communicating them to
domain experts and in validating them. In order to alleviate this
problem, we believe that one should ﬁrst start with communicat-
ing the single Proclet models. There are several methods available
which ease the communication of process models to domain ex-
perts and their validation. For example, in [30,73,74], a process
model is validated by domain experts by means of animation.
While the model is executed, the animation is updated. Another
approach is discussed in [75] in which semi-formal models are
used in order to elicit requirements for a socio-technical system
to be built.
A Colored Petri Net (CPN) [76] model of the gynecological
oncology healthcare process has been validated by means of ani-
mation as discussed in [30]. Based on these experiences we believe
that animations are beneﬁcial in communicating a process model
to domain experts. Therefore, we propose to communicate Proclet
models in a similar fashion which is perhaps even easier because
Proclet models are small process fragments.
Once the content of the Proclet models is clear to the domain
experts, as a second step the possible interactions between these
models need to be communicated. For these interactions, we also
propose the use animations for communicating these to domain
experts. By splitting up the process of communicating the Proclet
models and their interactions into two explicit steps, a separation
of concerns is achieved and information overload is avoided. How-
ever, future work is needed to discover how the possible interac-
tions between Proclet models can best be communicated or
validated.
With regard to the execution of Proclets, it should be noted that
currently there does not exist an engine for the enactment of Pro-
clets. However, given the fact that Proclets have a clear semantics,
such an engine can be designed and built straightaway. A related
issue in this context is that for the diagnosis and treatment of a pa-
tient it can not be decided beforehand which Proclets and how
many will need to be instantiated for the patient and the way in
which they will interact with each other. This only becomes clear
at run-time. In this way, for Proclets to ﬁnd each other, this re-quires the deﬁnition of complex knowledge bases for them which
is a far from trivial task. Next to building an engine for the enact-
ment of Proclets, future work needs to ﬁnd more natural ways to
‘‘connect” Proclets at run-time. It is important that a Proclet is
aware of performatives that it will receive. If these can not be han-
dled efﬁciently, escalation actions need to be taken (e.g. continue
without waiting for the performative that needs to be received or
cancelation of a Proclet).
Finally, with regard to the successful usage of a WfMS in health-
care it is essential that the medical professionals can enter for
every task deﬁned in a process model, the inputs required for that
task. To date, WfMSs provide a wealth of advanced features for
integration with existing software systems. So, the tasks that need
to be done by a WfMS can well be integrated with the applications
that medical professionals already use in their usual work. By inte-
grating a WfMS in this way into the current work practices of med-
ical practitioners, there is the advantage that the acceptance of the
system is increased.
Moreover, several other interesting issues have been identiﬁed.
In the gynecological oncology healthcare process many different
tests can be needed by patients. These tests can be instantiated
via different Proclets and the results can be received by different
Proclets. Clearly, for each distinct point that such a test can be cre-
ated or the result may be received a speciﬁc task with an outgoing
or incoming port is required. In the future new diagnostic tests
might become available which need to be included in the respec-
tive Proclets. Therefore, we see an interesting link with the worklet
approach described in the related work section. Using the worklet
approach, it may be possible to invoke tasks with input or output
ports dynamically in Proclets instead of needing to model them
explicitly.
Today’s information systems record many of the events relevant
to a business process. Obviously, there is an abundance of event
data, and new and powerful techniques such as process mining
[77,78] provide many opportunities to analyze and improve busi-
ness processes. In this context, for all process instances that are re-
lated to a given case, events are logged. Future work should focus
on collecting and correlating information about tasks that were
executed for different process instances, but between which a cer-
tain relationship exists.
7. Conclusion
In this paper, we have studied the gynecological oncology
healthcare process and showed how it can be modeled using exist-
ing workﬂow languages, such as YAWL, FLOWer, Declare, and
ADEPT1. Moreover, we have examined how the same process can
be modeled using the Proclet framework. If we compare the Proclet
framework with existing workﬂow languages, the following differ-
ences can be observed.
 Real-life healthcare care processes are often fragmented and
composed of separate but inter-twined life-cycles running at
different speeds. These processes can be effectively described
using Proclets, with interaction considered as a ﬁrst-class citi-
zen, instead of straightjacketing them into one monolithic
workﬂow.
 Real-life healthcare processes often operate at different levels of
granularity. Existing workﬂow languages cannot take these dif-
ferences into account, however, by using Proclets this is easily
supported. Moreover, one-to-many and many-to-many rela-
tionships that exist between entities in a workﬂow, can be
captured.
In healthcare, for a given patient, a lot of concurrent organiza-
tional processes can run in conjunction with each other. These
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minated at any point in time. Moreover, these processes interact in
different ways with each other. We have characterized these kinds
of processes as weakly-connected interacting lightweight workﬂows.
Steps in such a process may either operate at the level of a single
patient or at the level of a group of patients. In other words, these
processes may rely on information that resides at different levels of
aggregation.
In order to successfully apply Proclets in the healthcare domain,
future work related to the veriﬁcation, validation, and enactment
of Proclets is necessary. However, once these issues are handled,
we believe that the extension of existing workﬂow technology
with Proclet functionality can greatly assist in the modeling and
enactment of care processes.References
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