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Abstract 
The purpose of this paper is to contribute to the definition of a model based systems engineering (MBSE) approach 
which would meet the objective laid out by INCOSE to promote an approach that is not a simple extrapolation of 
current practices. After briefly presenting the tools used and summarizing a state-of-the-art system design process, 
we will show how it is possible to define property-based requirements (PBR) as features of specification models and 
to apply the design process to this model in order to develop design models.  We will also show how it is possible, 
to perform a simulation-based verification process of design models in order to detect and remove design errors, to 
substitute the initial requirements of the system with derived requirements gradually assigned to the sub-entities of 
the model, to perform a simulation-based validation process of specification models in order to detect and remove 
specification errors. Thus, we consider that our proposals improve MBSE current practices making them safer for 
the development of present and future systems. 
 
© 2013 Patrice Micouin. Published by Elsevier B.V. 
Selection and/or peer-review under responsibility of Georgia Institute of Technology. 
 
Keywords: Property-based requirement; MBSE; specification model; design model; system model, system configuration; requirement derivation; 
simulation; specification model validation; design model verification. 
1. Introduction - to Reduce System Development Complexity 
If we agree with N.P. Suh [1], that the complexity of a goal-oriented process is related to the uncertainty of its 
results, then the purpose of a MBSE methodology is to reduce the complexity of the engineering process in order to 
better control system development. 
Currently, beside verbal exchanges, systems engineering is mainly document-based engineering. Documents are 
the main means of communicating and sharing information between the various stakeholders of a technological 
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system development project, as well as the main means of integrating the specification and design processes, before 
the physical system itself can be made and integrated. This approach has shown its effectiveness, however it is not 
that efficient as there is room for misunderstandings between stakeholders and for defects that may only be 
discovered late in the development process and may lead to significant corrections and adjustments. 
To prevent these potential drawbacks, INCOSE promotes the development of a model-based systems engineering 
(MBSE) approach that is not a simple extrapolation of current practices ( Simple and unguided extrapolation from 
current practices to MBSE is unlikely to provide the needed capabilities » [2]). 
As a contribution to this, we will describe an MBSE approach that takes advantage of both our theory of 
requirements based on the concept of property (PBR) [3], and the modeling and simulation capabilities of VHDL-
AMS [4], [5] and [6]. After briefly presenting the tools used (our PBR theory and VHDL-AMS language)  and 
summarizing a state-of-the-art system design process, we will show how it is possible (1) to define PBRs as features 
of a system specification model, (2) to apply the previously described system design process to this model in order 
to develop the system design models (behavioral and structural), (3) to verify design models with respect to 
specification models at each stage of the system design process, (4) to substitute the initial requirements of the 
system with derived requirements gradually assigned to the sub-entities of the model, and (5) to validate low-level  
specification models with respect to high-level specification models at each stage of the system design process. 
In this way we believe that we offer a methodological approach that extends current MBSE practices by 
incorporating an extensive requirement validation and design model verification, based on simulation, thereby 
reducing design process complexity for very large systems. 
2. Property-based Requirements (PBR) versus Text-based Requirements (TBR) 
A system specification consists of groups of obligations and prohibitions about its structure and its behavior, and 
assumptions about its environment. We will manage assumptions in the same way as requirements, provided that the 
assumptions are only related to the environment of the system under consideration. Among these statements, we can 
introduce a distinction between, on the one hand, the notion of textual requirement (TBR: more or less accurate 
textual expression of stakeholder expectation) and, on the other hand, the concept of the property-based requirement 
(PBR). 
In a previous paper [3], we proposed a theory of PBRs that, unlike textual requirements, can be consistently 
integrated into a MBSE approach. We consider that PBRs belong to the same paradigm as the MBSE while TBRs 
are in the document-based engineering paradigm. Our approach builds its problematic on the basis of the property 
theory described by Mario Bunge in [7] and [8]. A PBR is defined as a constraint exercised on a property owned by 
an object type when a condition is met, formally when C  val (O.P)  D  which means when the condition C is 
true, the property P of object type O is actual and its value shall belong to the set D . D is the set of actually 
possible values of the property P. No assumption is made about the set D, it can be as complicated as necessary. For 
qualitative properties, D may be a finite set (e.g. {absent, present}, {pass, fail}, {insulating, conductive}, etc.). For 
quantitative properties, D may be a subset of real numbers or of a Cartesian product of such number sets. For 
example, D may be the set defined by {(Ps, Hp) / Ps   [Pmin, Pmax] and Hp = f (Ps) } where Hp = f (Ps) is a 
function f providing the altitude as a computation of the static pressure (as shown in a body of knowledge [9]) and  
is a given tolerance. 
We assume that the properties of a concrete object can be put into two categories: structural and behavioral. The 
consequence of this classification is that there are at least two types of requirements, structural requirements and 
behavioral requirements. For example, the design of an airborne Air Data Computer (ADC) providing the crew with 
the air data of an aircraft, may have to deal with the structural requirements of mass, size, shape, redundancy, 
dissimilarityb, etc. and behavioral requirements concerning the range, the accuracy of the flight data provided, the 
response time and reliability of services, electrical power consumption, electromagnetic susceptibility and 
emissions, etc. 
 
b Dissimilar components are versions of a component developed separately to satisfy the same functional requirements. Dissimilarity is a way of 
preventing failures due to common design error. 
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We denote by interpretation, the operation which transforms textual requirements into one or more PBRs. We 
assume that this interpretation is always possible in practice, although it can be very complicated. Interpretative 
Material issued by aviation authorities, professionals and organizations, such as the SAE, RTCA, ARINC, 
EUROCAE, is concrete proof that interpretation leads to the expression of well-formed requirements. 
As an example, if we take the US airworthiness regulations [10] and the following requirement for helicopters: 
FAR 29.1303 Flight and navigation instruments. The following are required flight and navigational instruments: 
(b) A sensitive pressure altimeter;...  
 in [11] as the 
minimum performance of an altitude indication provided by an ADC (Table 1, below). 
Table 1. Tolerances on computed altitude by an ADC required by the SAE-AS8002A: 
Altitude 
Feet 
Altitude 
Meters 
Tolerance 
± Feet 
Tolerance 
± Meters 
0. 0. 25. 8. 
1000. 305. 25. 8. 
2000. 610. 25. 8. 
3000. 914. 25. 8. 
4000. 1219. 25. 8. 
5000. 1524. 25. 8. 
8000. 2438. 30. 9. 
11000. 3353. 35. 11. 
14000. 4267. 40. 12. 
17000. 5182. 45. 14. 
20000. 6096. 50. 15. 
30000. 9144. 75. 23. 
40000. 12192. 100. 30. 
50000. 15240. 120. 38. 
 
Moreover, the PBR theory defines two relations between requirements: (1) a partial order relation named "is 
more stringent than" and (2) an operation of conjunction  between requirements 
: 
 the requirement Rq-1 is more stringent than the requirement Rq-2 if and only if the SatK (Rq-1) is a subset SatK 
(Rq-2) i.e. Rq-1  Rq-2   SatK (Rq-1)  SatK (Rq-2), 
 the requirement Rq is the conjunction of Rq-1 and Rq-2 if and only if SatK (Rq) = SatK (Rq- K (Rq-2) and 
then, we write Rq = Rq-1  Rq-2 
In these definitions, SatK (Rq) stands for the object set of type K that meets the requirement Rq. For example, K may 
refer to the set of category A transport rotorcrafts (as defined in the FAR29 Part 29.1[10]), and SatK (Rq), the set of 
category A transport rotorcrafts that comply with Rq. 
In the context of this theory, the derivation of a requirement is a mechanism that allows a system-level 
requirement to be replaced by a set of specified requirements allocated to its subsystems during the design process: 
when DC EA  Rq  Rq1 ..  Rqn  (1) 
The relationship (1), above, states that if the design choices DC are made and the assumptions EA about the 
environment are confirmed, then the conjunction of derived requirements Rqi assigned to the subsystems is more 
stringent than the system requirement from which they derive. In other words, a sufficient (although not necessary) 
condition for a system to comply with its requirements is that its subsystems comply with the requirements derived 
from the system requirements, provided that the design choices and assumptions made about the environment 
driving the derivation remain valid. 
3. VHDL-AMS, a Modeling and Simulation Language 
VHDL is a discrete system descriptive language developed under the impetus of US DOD which saw it as a 
means of improving its procurements of electronic systems and of reducing misunderstandings with its suppliers.  It 
has now become a language which is widely used in the electronic industry, in particular for the design and 
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manufacture of complex electronic hardware (CEH). Given the production costs of CEH, the language contains a 
simulation model used to check the design of a component before handing it over to a silicon founder.  It is a 
standardized language [4] which shares a common style and principles with the Ada programming language: 
structured design and strong data typing, large system design mechanisms (compilation units, libraries, 
configuration). The general architecture on which the VHDL is based consists of three interdependent models 
integrated into a unique language: a behavioral model, a time model and a structural model.  In 1999, the language 
was extended to analog and hybrid systems under the abbreviation VHDL-AMS (latest version [5]). This extension 
provides the VHDL-AMS with the possibility of modeling and simulating continuous and multi-physical systems 
[12]. This language is sometimes wrongly considered as a low-level language because it offers a continuous design 
chain up to the production of CEH masks.  We think it can also be used at a high level, i.e. at the same level as 
languages such as SysML [13], because of its modeling and simulation capacities.  We are evaluating it in the 
avionics field and we plan to extend its application to aircraft continuous systems such as the Electric Generation 
System, Fuel system and Hydraulic system. The scope of its application remains to be identified. 
4. Engineering a System 
Processes for engineering systems are now well known. As an example, the EIA 632 standard [14] introduces a 
system design process as the center of its engineering framework. The design of each subsystem of a technological 
system includes two processes: 
 The definition of requirements involves the synthesis of the subsystem requirements i.e. those that the subsystem 
to be developed must satisfy, 
 The definition of a solution consists in the design of two types of representations, logical and physical 
representations of the system under development. Then, system requirements will be derived and allocated to the 
various entities of these representations. These derived requirements mainly depend on design choices made 
during the process and assumptions made about the environment. 
A possible mode of logical representation is the functional representation. It consists of a functional architecture 
linking several functional chains together. These functional chains can be enabled, disabled or triggered, depending 
on the system modes or states. When such a logical solution representation is built, some system requirements 
(behavioral requirements) can be allocated to this model and derived into requirements assigned to different 
elements of the solution. 
Once a logical solution representation is established, a physical solution representation is designed. Then, the 
logical solution elements are allocated to the physical solution elements and the derived requirements allocated to 
the logical solution elements are assigned to their physical referents. Some system requirements, since they are 
irrelevant at the logical level, are directly allocated to the physical models and derived in requirements allocated to 
the physical model components. 
The end results of these processes (design and derivation / allocation of requirement) constitute a design solution. 
A design solution may be considered as made up of interconnected subsystems supporting specified requirements, 
and environment entities supporting assumptions. Some of these subsystem requirements can be used to produce 
(hardware or proceduresc) or to code (software) components of the solution, others to acquire such items, and still 
others to allow further development of the most complicated subsystems. 
This process can be performed repeatedly for each subsystem down to each item that can be directly 
implemented. 
5. Declaring Specification Models 
A problem with modeling languages is that, in general, little or none of the design process is visible, and in 
particular, the definition of requirements throughout the system process design is ignored in most modeling 
languages. This is the case with the Analysis and Architecture Design Language (AADL) as described in [15]. In 
 
c Procedures stand for operators e.g. Flight Manual normal and emergency procedures for the Pilot. 
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this context, SysML requirement diagrams seem to be a notable exception beside the assertions of VHDL-AMS. 
Yves Bernard, from Airbus, in [16], presented an interesting attempt to integrate our PBR theory into SysML 
models since textual requirement diagrams are not fully consistent with a Model Based approach to Systems 
Engineering. Here, we propose another way of integrating Requirement Based Engineering (RBE) and MBSE based 
on VHDL-AMS. We believe that the present proposal has more promise because both the integration of RBE into a 
MBSE is more straightforward and the target language is more expressive, with a greater capacity for meeting 
MBSE challenges. 
The easiest way to take a PBR into account in a system model is to use an assertion such as those provided by the 
B language [18], VHDL-AMS language, or other languages. This is justified by the fact that the generic expression 
of a PBR [when P => Q] is equivalent to the Boolean expression [Q or not (P)]. 
In the VHDL-AMS language, the syntax of an assertion is given by 
[label:] assert bool_cond [report message ..] ; 
Model Extract 1. Concurrent or sequential VHDL-AMS assertion syntax. 
As examples, we can write the following VHDL-AMS assertions: 
Rq1: assert (ps >=500.0 and ps <=1200.0) or not Power_on(Pw) report "Rq1 violation"; 
Rq2: assert abs(HpI-(1.0-(Ps/a)**b)*c)<=25.0 or not (Power_on(Pw)) report "Rq2 violation"; 
Rq3: assert Abs(HpI-Hpr)=< 25.0 or Hpr  5000.0 report  Rq3  
Model Extract 2. Requirement modeling examples. 
In the the local static pressure measured by a pressure altimeter system under 
development the vertical position indication provided by the 
 reference vertical position provided, for example, by a flight test 
installation, and 
is Boolean functions. In line with these semantic assumptions, these requirements have to be understood 
as follow: 
 Rq1: when the altimeter is on, the measured static pressure Ps shall always be in the interval [500.0 hPa, 1200.0 
hPa], 
 Rq2 : when the altimeter is on, the vertical position indication  shall not deviate by more than 25 feet from 
the value computed using the static pressure samples and the algorithm provided by the requirement, 
 Rq3 : when the Aircraft is at an altitude of between 0.0 ft and 5000.0 ft, the acceptable error on the vertical 
position indication provided by the altimeter, with respect to the reference vertical position indication Hpr , shall 
be less than 25.0 ft or in abbreviated form (when Hpr [0ft,5000ft[  HpI-Hpr .0 ft). 
Now, let us consider an entity declaration in VHDL-
shown above in model extract 3. This declaration is made up of two parts: a declarative part (from the keyword 
e made, such as declaring its ports 
mulation 
cycle). This second part provides for the declaration of requirements allocated to this entity as shown below. 
use work.Air_Data.all; -- reference to standard libraries are removed 
entity Pressure_Altimeter is 
port (Pw : inout Power; Ps: in Continuous_Pressure; HpI : inout 
Altitude_Indication); 
begin 
Rq1: assert (ps >=500.0 and ps <=1200.0) or not Power_on(Pw) report "Rq1 violation"; 
Rq2: assert abs(HpI-(1.0-(Ps/a)**b)*c)<=25.0 or not (Power_on(Pw)) report "Rq2 violation"; 
-- other requirements 
end Pressure_Altimeter; 
Model Extract 3. . 
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The entity declaration including its PBR declaration part constitutes the Specification model of the entity. The 
requirements Rq1, Rq2, .. , Rqn assigned to an entity can be modeled as a list of assertions located in this concurrent 
statement part. Consistent with the PBR theory, this juxtaposition of assertions Rq1 .. Rqn exactly matches what we 
called the conjunction Rq1  ..  Rqn of these requirements. Moreover, during the simulation process, the 
requirements assigned to the entity are met if, for each simulation cycle, all the assertions remain true when a 
representative data set is submitted to the model by the simulator.  
6. Building Design Models 
A functional design of this Altimeter takes the form of a behavioral description of the architecture of a VHDL-
AMS entity as shown below graphically (Figure 1) and textually (model extract 4):  
 
 
 
 
Fig. 1. Altitude Indication Functional Chain (Behavioral Architecture) . 
In this very simple example, the Altitude Indication Functional Chain is made up of three concurrent processes 
synchronizing and communicating with the others by means of discrete signals such a
 
A textual description of such a breakdown is given below: 
Architecture Pressure_Altimeter_BDM of Pressure_Altimeter is 
signal Sampling_event :  Time := Now ; 
signal Sampled_Pressure, Ps_ante, Ps_ante_ante :  Digital_Pressure; 
signal Computed_Altitude : Altitude; 
begin 
Sampling_Pressure:process (Sampling_event) 
variable Sampling_Frequency : Time := 20 ms; 
  begin 
   Sampled_Pressure <= Notch_Filter(Ps, Ps_ante, Ps_ante_ante); 
   Sampling_event <= Now + Sampling_Frequency; 
  end process; 
Computing_Altitude :process (Sampled_Pressure) 
  begin 
   Computed_Altitude <= (1.0-(Sampled_Pressure/a)**b)*c; 
  end process; 
Displaying_Altitude :process (Computed_Altitude) 
  begin 
   HpI  <= Computed_Altitude ; 
  end process; 
end Pressure_Altimeter_BDM; 
Model Extract 4. Behavioral Design Model (BDM)  
Obviously, an alternative architecture for 
compatible with the interface of the entity. We call such a VHDL-AMS Architecture, a Behavioral Design Model 
In a similar way to the functional solution, a representation of the physical solution of the 
subsystem will take the form of a structural description of the entity architecture. This structural architecture is made 
up of interconnected subcomponents as shown graphically and textually (Figure 2 and model extract 5). 
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According to the designer choices, Figure 2 
flow while the others are discrete flows. 
use work.Avionics.all; 
Architecture Pressure_Altimeter_SDM of Pressure_Altimeter is 
signal Digitalized_Ps : Digital_Pressure; 
signal Computed_Altitude : Altitude; 
begin 
Trsdcr : component Transducer 
port map(Ps =>Ps,dPs => Digitalized_Ps ); 
ADC : component Air_Data_Computer 
port map(dPs =>Digitalized_Ps,Computed_Hp => Computed_Altitude); 
MFD : component Multi_Function_Display 
port map(Computed_Hp => Computed_Altitude,Hp_Indicated => HpI); 
end Pressure_Altimeter_SDM; 
Model Extract 5.  Structural Design Model (SDM) of the . 
7. Verifying Design Models by Simulation 
The previous behavioral design model can be compiled with its specification model and processed inside a 
simulation bench as shown in Figure 3, below.  
 
 
 
 
 
 
 
 
 
Fig. 3. Structural Design Model (SDM) of the  
 entity architecture, the 
a violation . Thus, the will be declared as 
shown in model extract 6. There, replaces a 
conjunction of elementary Boolean conditions that capture the tolerance provided by each row of Table 2, since the 
conjunction of requirements is also a requirement according to the PBR theory. 
use work.Air_Data.all; 
entity Pilot is 
  port (HpI, Hpr : inout Altitude); 
begin 
RqAS8002: assert Resulting_Alt_Indications_Acceptable (HpI, Hpr) report "RqAS8002 violation"; 
end Pilot; 
Model Extract 6. . 
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The behavior of the design model and its compliance with the specification model, on the basis of simulation 
scenarios, can then be established as shown in figure 4. Moreover, due to the predicative form of specification 
models, it is possible to develop a systematic approach using simulation cases that cover the specification model 
with an effort commensurate with safety considerations. 
8. Configuring System Models 
As indicated above, an alternative architecture for 
consistent with the interface of the entity. Moreover, several versions of this architecture can be defined and built 
using -AMS feature as shown in model extract 7. 
 
Configuration Pressure_Altimeter_Configuration of Pressure_Altimeter is 
    for Pressure_Altimeter_SDM 
      for Trsdcr : Transducer use 
entity work.Transducer (Transducer_BDM); end for; 
      for ADC : Air_Data_Computer use 
entity work.Air_Data_Computer (Air_Data_Computer_BDM); end for; 
      for MFD : Multi_Function_Display use 
entity work.Multi_Function_Display (Multi_Function_Display_BDM); end for; 
    end for; 
end Pressure_Altimeter_Configuration; 
Model Extract 7. . 
unit (Model Extract 7) describes and steers the building of the 
 to this configuration description
SDM
to the following submodels (entity/architecture): Transducer (Transducer_BDM), Air_Data_Computer 
(Air_Data_Computer_BDM) and Multi_Function_Display (Multi_Function_Display_BDM) by the for .. 
use . The subsystem models (Transducer (Transducer_BDM), Air_Data_Computer (Air_Data_Computer_BDM) 
and Multi_Function_Display (Multi_Function_Display_BDM)) may be separately developed and subsequently 
bound to the system model (Pressure_Altimeter (Pressure_Altimeter_SDM)) using this configuration provision. 
use work.Air_Data.all; 
entity Transducer is 
 port (ps : Continuous_Pressure; 
 dps : inout Digital_Pressure); 
begin 
Rq1_1: assert ps >=500.0 and ps 
<=1200.0  report "Rq1_1 violation"; 
Rq2_1 : assert Abs(ps-dps) <= 10.0 
 report "Rq2_1 violation"; 
end Transducer; 
use work.Air_Data.all; 
entity Multi_Function_Display is 
 port (Computed_Hp : in Altitude; 
 Hp_Indicated : inout Altitude); 
begin 
Rq2_3 : assert Abs(Computed_Hp-Hp_Indicated) <= 
10.0 
 report "Rq2_3 violation";  
end Multi_Function_Display; 
   use work.Air_Data.all; 
   entity Air_Data_Computer is 
    port (dPs: in Digital_Pressure; HpI : inout Altitude); 
   begin 
   Rq2_2 : assert HpI=(1.0-(dPs/a)**b)*c report "Rq2_2 violation"; 
   end Air_Data_Computer; 
Model Extract 8. Specification Models of the entities Transducer, Multi_Function_Display and Air_Data_Computer. 
This exactly matches what the systems engineers call a System Configuration Index (SCI). On the one hand it 
identifies all of the configuration items that together comprise the system and on the other hand it ensures its strict 
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consistency with the system model built. In other words, the VHDL-AMS configuration unit concept may be 
considered as the corner stone of the configuration management process when VHDL-AMS supports a MBSE 
approach. 
The VHDL-AMS language provides a strong support for collaborative work: when a top level architecture, such 
various teams may separately develop entities that match these components on the basis of this shared system 
architecture. 
9. Deriving Requirements and Validating Specification Models 
The requirement derivation process (for instance the derivation of Pressure_Altimeter.Rq2) consists in the 
allocation of low-level requirements supported by some of its component (for instance, Transducer.Rq2_1, 
Air_Data_Computer.Rq2_2 and Multi_Function_Display.Rq2_3). According to the PBR theory, it is assumed that 
this derivation has to be performed in a way that ensures the following expression:  
Pressure_Altimeter (Pressure_Altimeter_SDM) => Rq2  Rq2_1  Rq2_2  Rq2_3  (2) 
This expression means that the conjunction of derived requirements {Rq2_1, Rq2_2, Rq2_3} is more stringent 
than the initial requirement Rq2 Pressure_Altimeter_SDM
Pressure_Altimeter . 
Another example is provided with the Pressure_Altimeter.Rq1. In model extract 8, it is derived in the 
Transducer.Rq1_1 requirement only. 
Pressure_Altimeter (Pressure_Altimeter_SDM) => Rq1  Rq1_1  (3) 
However, since this derivation operation is a human activity performed by designers, errors may occur. For 
instance, a derived requirement may be forgotten or it may be insufficiently constraining. This is why the 
requirement validation process was introduced by aircraft systems engineering standards such as ARP 4754A [18] in 
order to monitor the requirement determination process and its results. In the context of document-based 
engineering, this validation process is time-consuming, expensive and not fully foolproof. 
Fortunately, simulation environments provided by the VHDL-AMS standard provide strong support in the 
requirement validation process. When a sufficient set of validation data is processed by the simulator, four scenarios 
may occur: 
First of all, the initial requirement is violated during the simulation process while its derived requirements are 
fulfilled: this means that there is an error in the derivation operation and it has to be reworked. 
Secondly, the initial requirement and one or more of its derived requirements are violated during the simulation 
process: the derivation process is valid while the design sub-model is probably erroneous. 
Thirdly, one or more of the derived requirements are violated during the simulation process while the initial 
requirement from which they are derived is fulfilled: if the validation data sufficiently cover operation conditions, 
this means that the derivation operation is too constraining and some derived requirements may be relaxed. 
Finally, if the initial requirement and its derived requirements are fulfilled by the simulation process we may 
claim that the derivation operation is valid and that the derived requirements are validated (provided that the 
validation data sufficiently cover operation conditions). 
10. Conclusion 
This article presents a model-based systems engineering approach that builds on the main elements of a theory of 
PBRs, consistent with a MBSE approach while TBRs seem to be antagonistic with it. It is shown how it is possible 
(1) to define PBRs as features of a specification model, (2) to apply a state-of-the-art system design process to this 
model in order to develop the design models (behavioral and structural), (3) to verify design models with respect to 
its specification model at each stage of the design process, (4) to safely configure system models, (5) to substitute 
the initial requirements of the system with derived requirements gradually assigned to the sub-entities of the model, 
and (6) to validate lower-level requirements with respect to upper-level requirements. In so doing, we propose a 
systems engineering approach that extends MBSE current practices, makes the practices safer and reduces the 
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complexity of the design process of (very large) systems as shown in table 2, below. In the near future, we plan to 
make this Property-Model Methodology more explicit for the following aspects: requirement validation, safety 
related activities, system realization and verification, system configuration management and certification related 
topics in accordance with ARP 4754A and to present significant practical results of this approach in coming months 
thanks to a collaborative project with Eurocopter. 
Table 2. Textual approach potential drawback and Property Model Methodology Mitigation Means: 
Topic Textual Approach Possible Defects Property Model Methodology Mitigation Means 
Initial Requirements 
Validation 
Consistency 
Based on Textual Specification 
Contractual or legal issue 
Possible inconsistencies 
Based on Specification Model 
No additional means except simulation 
Consistency ensured by compilation and 
binding 
Design Description 
Compliance with requirements 
Based on Textual  Design Description 
Possible  design errors 
Based on Design Model 
Early verification  wrt specification model 
ensured by simulation 
Interface Design Description 
Consistency 
Based on Textual Interface Description  
Possible inconsistencies 
Based on Interface Data Type Packages  
Consistency ensured by compilation and 
binding 
Derived Requirements 
Validation 
Based on Textual Sub-Specification  
Possible  requirement derivation errors 
Based on Specification Sub-Model 
Early  validation wrt upper specification 
model ensured by simulation 
Product Realization 
 
Based on Textual  Design Description  
Possible  production errors 
Based on Design Model 
Possible Qualified Generators for SW and 
CEH realization 
Product Verification 
Testing Policy 
Scenarios and test cases 
Based on Textual Specification  
Possible  missing tests 
 
Based on Specification Model 
Systematic approach  
Reuse of simulation scenarios and cases  
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