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Il sistema RFID (Radio Frequency Identifier) è l’innovativo metodo di identificazione che 
attraverso l’utilizzo dei canali di comunicazione radio permette il riconoscimento, da parte di una o 
più entità chiamate “Reader”, di una popolazione di oggetti selezionata che si trovi entro un certo 
raggio d’azione. Questi montano un transponder denominato “Tag”, l’evoluzione del codice a barre, 
un’unità molto semplice e limitata che funziona  ricevendo energia dalla comunicazione 
dell’interrogatore per poter inviare il proprio identificativo, il quale verrà utilizzato per accedere ad 
una base di dati  interna o esterna contenente tutte le  informazioni relative a quel determinato 
oggetto.  
L’utilizzo in applicazioni pratiche è molto ampio: nella distribuzione logistica delle aziende, sulle 
autostrade nei Telepass,  all’interno dell’apparecchiatura per il pagamento automatico dei parcheggi, 
nel riconoscimento di persone, animali (informazioni sullo stato di salute), nella sicurezza d’ufficio. 
 
I problemi che si incontrano, più che la non raggiungibilità degli oggetti, sono legati al concetto di 
“collisione”, la quale si verifica quando più di un Tag vuole trasmettere il proprio identificativo al 
Reader, causando di fatto l’impossibilità di riconoscere il mittente del messaggio. La sfida che si 
propone è quella di sviluppare una tecnologia che permetta un veloce riconoscimento di una grande 
popolazione Tag, la quale può essere ferma o in movimento, cercando di ridurre il più possibile il 
numero di conflitti che possono crearsi “istruendo” i Tag a comunicare in determinati periodi di 
tempo piuttosto che in altri. 
La tesi ha inizio con una panoramica sull’argomento e sui problemi che insorgono adottando la 
tecnologia RFID, guidando il lettore attraverso le tecniche utilizzate nella comunicazione mediante 
una rassegna di alcuni protocolli esistenti. Successivamente si introduce il protocollo principe che 
viene adottato in questi sistemi, EPCglobal, sviluppato dal MIT Auto-ID Center. 
 
Le strategie utilizzate nel protocollo saranno studiate costruendo un simulatore RFID ad-hoc 
all’interno del tool di sviluppo Scicoslab, per poi compilare dei grafici e delle tabelle relative ai 
parametri di EPCglobal e al comportamento delle componenti del sistema, valutando infine i 
risultati ottenuti su alcuni campioni di popolazione Tag in termini di “unità di tempo” necessarie al 
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1. Introduzione ai sistemi RFID 
In questo primo capitolo introdurremo il concetto di RFID, partendo da brevi cenni storici fino ad 
arrivare ai suoi possibili utilizzi in problemi pratici. Seguirà una prima descrizione in termini di 
componenti ed interazioni tra di esse, effettuando una prima analisi dei problemi da affrontare per 
sfruttare il sistema nel modo migliore possibile,  e suggerendo eventuali soluzioni. 
 
1.1 Cenni storici 
RFID è l’acronimo di “Radio Frequency IDentifier”, cioè “identificazione a radiofrequenza”.  
Questa tecnologia è nata durante la seconda guerra mondiale, in concomitanza ai primi radar, i quali 
erano formati da: 
 
• un’antenna di trasmissione a forma di parabola,  
utilizzata per emettere una serie di impulsi radio 
• un apparato di ricezione, sempre sfruttando la stessa 
antenna e montato su un piano rotante 
• un sistema di amplificazione 
• uno schermo. 
 
Figura 1.1 Un’antenna radar 
 
Il principio di funzionamento del radar è quello di inviare una serie di impulsi verso un oggetto 
cercato, e ricevere eventualmente le onde riflesse dall’oggetto medesimo, gli “echi radar”. 
Calcolando il tempo dell’eco, cioè il tempo di rimbalzo dell’impulso sulla carlinga di un aereo, e 
conoscendo la posizione istantanea della rotazione dell’antenna ricevente, si era in grado di 
disegnare la posizione dell’aereo sullo schermo mediante un punto.  
Tuttavia questi primi apparecchi rudimentali non erano molto soddisfacenti, perché nello svolgere il 
loro compito, anche se riuscivano a visualizzare oggetti in avvicinamento, non erano in grado di 
distinguere quelli alleati dai nemici. Il ministero della difesa britannico ordinò la progettazione di 
un sistema più sofisticato chiamato IFF – identification for Friend or Foe (identificazione amico o 
nemico) –  che equipaggiava le forze alleate di oggetti chiamati “transponder”. Questi  all’arrivo 
della comunicazione radar riuscivano a rispondere con un “bip” sulla stessa frequenza di 
trasmissione, e quindi amplificando questo segnale era possibile effettuare la distinzione desiderata. 
Negli anni successivi, con il progresso tecnologico, questi strumenti divenivano sempre più precisi, 
fino a giungere ai primi esperimenti nei quali i segnali inviati dall’oggetto che rifletteva l’impulso  
 
2 Introduzione 
non si limitavano più al singolo “bip”, bensì ad un insieme di informazioni, quali l’identificativo, 
che permettevano un riconoscimento molto più dettagliato.  
Fino agli inizi degli anni 90 l’utilizzo principale dei transponder era dedicato quasi esclusivamente 
alla localizzazione radar di oggetti in movimento, come gli aerei, le navi e altri mezzi militari. 
Successivamente, con l’avvento delle nuove tecniche di gestione di magazzino, derivate dalle 
catene giapponesi (come il JIT, Just in Time, ossia produzione su richiesta) si rese necessaria la 
produzione di strumenti informatici sempre più sofisticati che permettessero la localizzazione 
precisa delle merci. 
Prima di arrivare alla loro forma definitiva, già negli anni 80 erano stati condotti studi e prodotti i 
primi codici a barre (codici visuali), con tutte le limitazioni del caso, quali la ridotta distanza di 
lettura e fattori ambientali ostili come la presenza di polvere nell’aria o sui codici stessi. Questa 
soluzione però non si era mostrata molto adatta per l’identificazione degli oggetti in movimento, in 
quanto la tecnologia di base, per ridurre i costi, veniva presa da quella dei radar che non riusciva a 
riconoscere la posizione dell’oggetto, ma soltanto che cosa c’era nei “dintorni” dell’antenna. Ciò 
perché utilizzando le onde radio, il sistema non aveva il tempo necessario per codificare l’eco di 
ritorno che viaggia alla velocità della luce.  
Nacquero così i primi sistemi di identificazione a radiofrequenza, che permettevano 
l’identificazione presunta di oggetti in movimento, quali i muletti di magazzino. Dato che la 
provenienza di questa tecnologia era prevalentemente aeronautica, all’inizio furono usati gli stessi 
standard aeronautici, poi convertiti in standard ISO. 
Adesso i componenti principali erano costituiti da: 
• Antenna ricetrasmittente  semplificata in dimensioni e componentistica (niente più rotazioni 
e identificazione di posizione) 
• Computer raccoglitore di dati informatici 
• Transponder semplificato in dimensioni, potenza e funzionante a batteria 
Il transponder fu quello che subì i cambiamenti più rilevanti: quest’ultimo, rispetto ai primi (veri e 
propri apparati di trasmissione), era più economico e costituito da un’antenna ricetrasmittente, una 
batteria ed un microchip. Questa tipologia è stata denominata attiva in quanto dotata di batteria. In 
seguito ad esperimenti con gli animali dove questi strumenti erano necessari per l’invio di dati quali 
la temperatura, si definirono le caratteristiche dell’RFID moderno: identificazione wireless, 
trasmissione dati wireless. 
Le semplificazioni sopracitate portarono dei limiti, ad esempio non era più possibile identificare la 
posizione di un transponder,  e la trasmissione contemporanea di due o più transponder operanti 
nello stesso campo generava il fenomeno della collisione, cioè i segnali trasmessi si 
sovrapponevano tra loro. Si pensi ad un gruppo di persone che parlano contemporaneamente: se 
tutti hanno lo stesso tono di voce, non si riesce a capire nessuna parola pronunciata. E’ quindi stato  





creare conflitti. Inoltre, era necessario individuare il campo d’azione di due antenne distinte, per 
fare in modo che non interferissero l’una con l’altra. 
La soluzione a questo problema fu trovata analizzando la strada tracciata dai sistemi EAS 
(Electronic Article Surveillance), una variante dei sistemi RF del 1960, i quali emettevano un 
singolo bit (presente o assente, senza identificazione).  Il transponder in questo caso non doveva 
essere alimentato, poiché la sua presenza disturbava il campo radio, finendo per essere individuato. 
Per questo motivo si lavorava a frequenze più basse di quelle delle onde radio per i radar, generando 
campi elettromagnetici tra due estremità di antenne e quindi agendo in spazi certi e ben delimitati.  
Lo studio del sistema EAS apriva un nuovo scenario di ricerca in cui il sistema RFID non 
necessitasse di alimentazione sul transponder, rendendolo così più piccolo, economico e di maggior 
durata; senza che la sua “vita” fosse legata all’autonomia della batteria. Per quanto riguarda 
l’alimentazione di questo transponder passivo, che d’ora in poi chiameremo Tag, si pensò di 
sfruttare i principi dell’elettromagnetismo, in particolare mettendo in pratica l’esperimento di 
Marconi: “condensazione di energia elettrica a distanza mediante  un’onda radio”. 
  
1.2 Il sistema RFID 
Come abbiamo visto, il sistema d’identificazione a radiofrequenza (RFID, Radio Frequency 
IDentification) consiste di “Radio Frequency Tag” (RF Tag) e di Tag Reader in rete. I Tag sono 
tipicamente composti da circuiti integrati connessi ad antenne, anche se esistono sistemi analoghi 
più semplici che lavorano senza circuiti integrati.  I Reader interrogano i Tag per conoscere le 
informazioni contenute in essi; queste informazioni possono variare da identificativi statici (numeri) 
a dati scritti dall’utente  a dati sensoriali. I sistemi RFID sono progettati unicamente per identificare 
oggetti. La funzione e capacità primaria di un sistema RFID usato in una catena di fornitura è 
monitorare, in tempo reale, la locazione di tutti gli oggetti etichettati all’interno di questa catena. 
Dati accurati in tempo reale di tutti gli oggetti all’interno della catena di fornitura permettono un 
controllo di maggior efficienza sulla catena stessa.  
All’interno dei segmenti della catena di fornitura (supply chain) che esibisce una disposizione e un 
movimento caotici e spesso casuali degli oggetti, per esempio un ambiente di vendita al dettaglio, 
gli RFID Tag Reader devono essere disposti in maniera che tutti i Tag affissi agli oggetti, 
indipendentemente a dove sono collocati nel segmento della supply chain, possano comunicare con 
almeno un Tag Reader. Senza tale rete di Reader, non è possibile ottenere un’informazione accurata 










Tutti i Reader hanno uno spazio finito intorno ad essi, nel quale 
possono comunicare con i Tag. Questo spazio è detto Reader’s 
interrogation zone, ossia “zona d’interrogazione del Reader”. Una 
disposizione di un Reader che “copre”, o sorveglia, l’intero spazio 
all’interno del segmento della supply chain, avrà una ridondanza di 
Reader in molte locazioni all’interno di questo spazio. Cioè, ci 
saranno locazioni dove più zone d’interrogazione dei Reader si 
intersecheranno.  
I Reader le cui zone di interrogazione si intersecano possono 
interferire con altri, spesso al punto in cui nessun Reader sarà 
capace di comunicare con alcun Tag presente all’interno della 
rispettiva zona d’interrogazione. 
 
Figura 1.2 zona d’interrogazione di un Reader 
 
 I Reader possono anche interferire con l’operazione di un altro anche se le loro zone 
d’interrogazione non si sovrappongono.  
Questa interferenza è causata dall’uso delle frequenze radio per la comunicazione, ed è simile 
all’interferenza sperimentata nei sistemi di telefonia cellulare. L’interferenza rilevata da un Reader 
e causata da un altro è detta collisione del Reader.  
Per quanto riguarda i Tag, come abbiamo accennato prima, si possono verificare problemi durante 
la risposta all’interrogazione del Reader. Ciò accade se due Tag comunicano contemporaneamente i 
loro dati, poiché i loro segnali si sovrappongo rendendo illeggibile il contenuto delle informazioni. 
E’ ciò che viene chiamato collisione tra Tag. 
Vediamo adesso più in dettaglio le varie categorie di collisioni che si possono verificare, dando una 
prima bozza di soluzione che svilupperemo più avanti.  
 
 1.2.1 Interferenza Reader-to-Reader 
La collisione tra Reader è chiamata anche “interferenza Reader-to-Reader”.  L’interferenza della 
frequenza Reader-to-Reader, o semplicemente “interferenza della frequenza”, avviene quando un 
Reader trasmette un segnale che interferisce con l’operazione di un altro Reader,  impedendo così al 
secondo Reader di comunicare con i Tag della sua zona d’interrogazione. Questo tipo di 
interferenza avviene quando il segnale trasmesso da un Reader è di forza sufficiente, tale che, 
quando viene ricevuto,  riesca a mascherare la comunicazione dei Tag verso il secondo Reader. 
L’interferenza Reader-to Reader quindi accade se le zone d’interrogazione si sovrappongono. Il 
segnale dal Tag al Reader è estremamente debole visto che i Tag comunicano con i Reader sia 
riflettendo o caricando la trasmissione del Reader. Queste segnali sono facili da mascherare (cioè si 




Quantifichiamo l’interferenza sulla frequenza Reader-to-Reader usando la funzione frequenza-
distanza, F*D. La funzione frequenza-distanza modella l’effettiva isolazione della frequenza tra i 
trasmittenti. I vincoli di interferenza frequenza-distanza sono facili da costruire: calcoliamo la  
 
distanza tra coppie di trasmittenti e riceventi e li compariamo con una distanza minima richiesta per 
prevenire l’interferenza della frequenza, dato che le coppie operano sulla stessa frequenza. 
Una funzione frequenza-distanza per i sistemi RFID Reader è calcolata come segue. Assumiamo 
che ogni Reader vi, con i = 1… V  diffonda uniformemente e omnidirezionalmente (in tutte le 
direzioni). Definiamo la funzione di distanza minima d(vi, vj) = d, dove d è la distanza di riuso, la 
minima distanza alla quale una frequenza usata da entrambi vi e vj non comporta una collisione tra 
Reader. Sia D(vi, vj) la distanza tra i Reader vi e vj con i≠j. Se D(vi, vj) < d e f(vi, t) = f(vj, t) 
(assegnamento allo stesso istante) allora i Reader vi e vj collideranno. 
 
1.2.2 Interferenza tra Tag 
La collisione tra Tag avviene, come già accennato in altre occasioni, quando più di un Tag risponde 
allo stesso Reader sovrapponendo il suo segnale a quello degli altri. Poiché tutti i Tag operano sulla 
stessa frequenza, il Reader non è in grado di leggere le informazioni ricevute ed invalida la 
comunicazione.  
L’approccio per lo sviluppo di algoritmi che riducano le collisioni si può suddividere in due grandi 
categorie:  
• Algoritmi basati su alberi 
• Algoritmi basati su varianti del protocollo ALOHA 
 
L’algoritmo basato su alberi opera attraversando sequenzialmente un albero di Tag, dal basso verso 
l’alto. Ogni nodo dell’albero arricchisce le informazioni sul Tag. 
La radice è conosciuta (condivisa) da tutti i Tag, e ogni foglia rappresenta un Tag specifico. Questi 
algoritmi riducono il Tag di interesse mutando successivamente i Tag che sono coinvolti nelle 
collisioni. Gli svantaggi di questi algoritmi sono il numero di iterazioni da effettuare prima che il 
Reader possa identificare un Tag dato, e la complessità dei circuiti dei Tag per poter essere capaci 
di rispondere a questi Reader, rispetto agli altri.  
I protocolli ALOHA-type, invece, lasciano decidere al Tag quando rispondere (per esempio tramite 
l’uso di slots di tempo). Quando avviene la collisione, il Tag coinvolto partecipa in ulteriori 
iterazioni, finché la collisione non viene risolta. Questi protocolli sono molto più veloci in tempo di 




ALOHA è stato sviluppato negli anni 70 per una rete radio dell’università delle Hawaii. Ogni volta 
che una stazione ha dei dati da trasmettere, invia la comunicazione all’esterno. La stazione mittente 
scopre, tramite l’ascolto, se la trasmissione ha avuto successo o ha subito un collisione. Se c'è una 
collisione, il mittente ritrasmette dopo un periodo di attesa casuale. Questo protocollo prevede il più 
semplice lettore possibile, il quale altro non fa che ascoltare. I Tag inviano periodicamente i 
pacchetti di dati con periodi casuali di silenzio. Questo protocollo ha il vantaggio di adattarsi 
rapidamente  ad un numero variabile di Tag. Il massimo utilizzo teorico (supponendo una 
distribuzione di Poisson) di questo protocollo è del 18,4%. In Figura 1.3 è mostrato un esempio di 
protocollo ALOHA con tre Tag ed un Reader. Le collisioni tra Tag sono evidenziate in nero. Si noti 
la possibile generazione di collisioni parziali, qui tra TAG2 e TAG3. 
 
 
Figura 1.3 esempio di protocollo ALOHA 
 
Il protocollo slotted ALOHA è  un miglioramento in cui il tempo è diviso in intervalli di tempo 
discreti (slot) e un pacchetto può essere trasmesso all'inizio di uno slot, riducendo così la 
durata di collisione. Qui  i pacchetti collidono completamente oppure non collidono affatto, cioè 
non vi sono collisioni parziali come nel caso ALOHA puro. Tale protocollo raddoppia l'utilizzo dei 
canali di ALOHA puro, arrivando al 36,8%.  In Figura 1.4 è mostrato un esempio di protocollo 










Figura 1.4  esempio di protocollo slotted-ALOHA 
 
Nel Capitolo 2 dedicato ad EPCglobal, mostreremo un possibile utilizzo di slotted-ALOHA.  
 
1.2.3 Interferenza multiple Reader-to-Tag 
L’interferenza “multiple Reader-to-Tag”, o semplicemente “interferenza dei Tag”, avviene quando 
un Tag è  collocato nelle zone d’interrogazione di due o più Reader e più di un Reader tenta di 
comunicare con il Tag nello stesso istante. In questo tipo d’interferenza, ogni Reader potrebbe 
credere d’essere l’unico che comunica con il Tag, mentre il Tag sta in effetti comunicando con più 
di un Reader. La natura semplice di una comunicazione RFID può provocare un comportamento 
non desiderabile del Tag, che interferisce con le abilità di comunicazione dei Reader di comunicare 
con quel Tag e gli altri Tag nelle rispettive zone di interrogazione. 
Quantifichiamo l’interferenza multiple Reader-to-Tag con la funzione zona d’interrogazione-
distanza, Z*D. La funzione è definita per essere l’effettiva isolazione della comunicazione tra 
Reader. I vincoli d’interferenza della funzione sono spesso facili da costruire, calcolando le distanze 
tra le coppie di Reader e comparandoli con la distanza minima per prevenire l’interferenza. 
Una funzione di zona d’interrogazione-distanza per i sistemi RFID Reader è calcolata come segue. 
Assumiamo che ogni Reader vi  con i = 1, … , V diffonda uniformemente e omnidirezionalmente. 
Definiamo la funzione suddetta come Z(vi). Sia D(vi, vj) la distanza tra i Reader vi e vj con i≠j. Se 








2. EPCglobal nei sistemi RFID 
 
Dopo aver introdotto il sistema RFID ed aver accennato alle problematiche che si presentano 
durante l’interazione tra Reader e Tag, in questo capitolo aumenteremo il livello di dettaglio quanto 
basta per introdurre il protocollo che viene effettivamente implementato nei sistemi moderni: 
EPCglobal.  
Mostreremo il funzionamento di un tipico sistema RFID nella sua globalità, soffermandoci in 
particolare sulle comunicazioni tra Reader e Tag. Nei capitoli successivi costruiremo un simulatore 
RFID che approssimi il più possibile un modello reale, analizzandone il comportamento e 
studiandone i risultati ottenuti in termini di: 
- Tempo di riconoscimento dei Tag 
- Numero di volte in cui in Tag riesce a comunicare 
- Numero di volte in cui un Reader deve comunicare coi Tag allo scopo di ottimizzare il loro 





EPCglobal è stata fondata nell’Ottobre 2003 come successore del MIT Auto-ID Center, ed è una 
joint venture senza scopo di lucro tra GS1 (formalmente EAN International) e GS1 US 
(formalmente Uniform Code Council). E’ la fondatrice e la mantenitrice dell’EPCglobal Network, 
della quale sviluppa le interfacce e i protocolli di comunicazione. 
 
2.2  Tecnologia EPC 
L’electronic product code (EPC) è un sistema di identificazione universale sostituente il vecchio 
codice a barre, che permette di avere un identificativo unico (“un nome”) per ogni oggetto della 
catena di montaggio, magazzino o qualunque altra applicazione che preveda la presenza di molti 
oggetti da identificare. Esso è rappresentabile mediante un URI di 96 bit col quale è possibile 
raggiungere e recuperare tutti i dati relativi ad un determinato oggetto, senza preoccuparsi di  
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memorizzarli interamente nella memoria del Tag, notoriamente molto semplice e limitata a causa 
dei bassi costi di progettazione che deve mantenere. 
 
Un EPC ha il seguente formato: 
- Header (8 bit): contiene il tipo di EPC e la descrizione dei dati contenuti 
-  EPC Manager (28 bit): un codice univoco che descrive l’entità responsabile della gestione 
univoca dei campi seguenti.  
- Object Class (24 bit): il codice univoco dell’oggetto o unità di vendita 
- Serial number (36 bit): numero seriale univoco dell’oggetto  
 
01 0000A89 00016F 0000169DC0 
                          Header            EPC Manager            Object class        Serial number 
Figura 2.1 Un esempio di codice EPC  [1] 
 
definito in uno degli standard EPCglobal denominato “Tag Data Standard”: con 96 bit disponibili si 
forniscono identificativi numerici unici a 268 milioni di aziende, ognuna delle quali ha a 
disposizione 16 milioni di categorie e 68 miliardi di numeri seriali per categoria.  
Il formato binario dell’EPC deve essere interpretato per ricostruire il percorso da seguire per leggere 
tutte le informazioni relative all’oggetto associato. 
L’object naming service (ONS) svolge un ruolo analogo a quello che ha il DNS nelle reti di 
calcolatori, ed è l’entità che indirizza alle informazioni sull’oggetto in base all’EPC inviatogli da un 
Reader, che a sua volta, come vedremo, lo riceverà direttamente dal Tag interrogato.  Fa parte dei 
servizi di discovery degli oggetti. Il modello architetturale dell’ONS ha sostanzialmente due livelli: 
- il primo livello è chiamato ONS root, una directory di oggetti le cui informazioni debbono 
essere richieste alla EPC Network (vedi), 
- il secondo livello è chiamato ONS locale, una directory di oggetti appartenenti ad una 
determinata azienda, in cui le query riguardanti le informazioni su un determinato oggetto 
avvengono localmente. 
La risoluzione dell’EPC inizia interrogando il livello ONS root utilizzando il campo “EPC 
Manager”, dal quale mediante l’EPC Network si avranno informazioni circa la localizzazione degli 
ONS locali, in cui si conservano una o più risorse informative riguardanti un determinato oggetto,  
 




come l’indirizzo dell’EPC Information Service (EPCIS) che verrà passato al middleware.  
 
Il middleware, com’è intuibile dalla sua nomenclatura, è lo strato di architettura tra EPCIS ed il 
sistema RFID.  Il suo compito consiste nell’elaborare le informazioni che arrivano dai Reader RFID, 
in particolare:  
- Arricchimento mediante aggiunta di logiche applicative locali 
- Applicazione di filtri, aggregazioni di dati, eliminazione dei duplicati 
per poi memorizzarle su archivi ad hoc (così da non appesantire i database aziendali) e inoltrarle ad 
un opportuno destinatario mediante specifiche politiche di routing (ad esempio l’instradamento può 
essere fatto per contenuto). L’amministratore del sistema può interagire coi device RFID mediante 
il middleware stesso, modificandone la configurazione, monitorandoli o inviandogli specifici 
comandi grazie ad un’interfaccia comune (interfaccia grafica o file di configurazione).  
L’EPCIS è una risorsa informativa (solitamente connessa al web) che permette l’archiviazione 
delle informazioni relative agli oggetti, nonché la loro condivisione tra i vari partner commerciali. 
Le informazioni contenute possono avere natura statica, ossia fissate una volta per tutte (nome, 
dimensioni…) oppure dinamica (temperatura, data di scadenza…). Le informazioni contenute 
hanno un preciso formato di descrizione dettato da un linguaggio di markup chiamato PML 
(Physical Markup Language).  
  
 















Figura 2.2 Un esempio di descrizione di un oggetto in PML [2] 
 
 




Tutte queste componenti, assieme ai Reader ed i Tag, fanno parte della cosiddetta EPCglobal 
Network. 
Questo sistema informativo si pone come obiettivo quello di identificare in modo semplice ed 
efficace le merci in movimento nella supply-chain, pur non essendo vincolato da una specifica 
offerta tecnologica, ma lasciando all’utente finale la stesura dei dettagli implementativi. In pratica,  
 
si può vedere come un’interfaccia che mette a disposizione metodi e strumenti per realizzare un 
determinato applicativo. 
E’ proprio per questo motivo che si rende necessario lo sviluppo di uno standard che definisca la 
struttura ed il formato dei codici EPC ed i meccanismi con cui vengono scambiate le informazioni 
(information exchange). Nella Figura 2.3 riportiamo una vista d’insieme dell’EPCglobal Network 













2.3  EPC Radio Frequency Protocol 
Dopo aver introdotto i concetti generali di EPCglobal, passeremo ad esaminare in dettaglio il 
protocollo che viene utilizzato per la comunicazione tra i Reader ed i Tag. In particolare 




2.3.1  Livello fisico 
 
 
Figura 2.4 Sistema RFID 
 
 
Un Reader che voglia comunicare con una determinata popolazione di Tag invia comandi e dati  
modulando  un segnale RF mediante l’utilizzo di uno tra i vari tipi di modulatori disponibili, quali: 
-   DSB-ASK (double-sideband amplitude shift keying),  
-   SSB-ASK (single-sideband amplitude shift keying)  
-   PR-ASK (phase-reversal amplitude shift keying)  
 
e codificando i dati mediante un formato PIE (pulse interval encoding). In Figura 2.4 è riportato un 
esempio di Reader che, attraverso un canale di comunicazione, dialoga con la popolazione di Tag 
selezionata.  
 

















Figura 2.5 Fase d’invio e ricezione dei dati 
 
Il Reader in seguito riceve l'informazione dal Tag trasmettendo un segnale RF non modulato e 
ascoltando per una risposta di ritorno (backscatter). Il Tag comunica l'informazione modulando 
l'ampiezza e/o la fase del segnale RF. 
 
Il Tag contiene al suo interno una semplice memoria che serve a registrare alcune informazioni 
necessarie per il corretto funzionamento del protocollo. Una di queste è sicuramente l’EPC 
dell’oggetto, ma ne vedremo altre tra poco. 
 
 
2.3.2  Selezione 
 
Il protocollo EPCglobal prevede che un Reader effettui un’operazione iniziale di selezione nella 
quale scegliere una popolazione di Tag da interrogare, allo scopo di leggere il loro EPC.  La scelta 
dei Tag da selezionare dipende da criteri specifici stabiliti dall’utente, per esempio una restrizione 
sui valori di vari campi del codice EPC. E quindi è analoga alla selezione di records da un database. 
 
Per fare questo il Reader invia in broadcast un messaggio di SELECT. Il Tag nella sua memoria 
contiene un flag SL di tipo booleano, che verrà posto ad 1 in caso di ricezione del messaggio. In 
questo modo si può notare che il select implementi operazioni insiemistiche sulle popolazioni di 











2.3.3  Inventario 
Il protocollo prosegue con l’operazione d’identificazione dei Tag selezionati: l’inventario. Il Reader 
inizia un nuovo round d’inventario inviando un comando di QUERY contenente un parametro Q di 
slot-count. Questo serve per decidere l’ampiezza del frame, inteso come numero di slots, che verrà 
utilizzato per effettuare la comunicazione. In effetti questa è un’implementazione del protocollo 
slotted-ALOHA con frame dinamico  nel quale il Tag, come vedremo, seleziona secondo un criterio 
random uno slot in cui inviare eventuali dati al proprio Reader. Proprio per la natura aleatoria della 
scelta è probabile che più Tag riescano a comunicare nello stesso momento, causando di fatto 
collisioni che invalidano la comunicazione (Figura 2.6). Questo problema viene risolto nel Reader  
inviando apposite risposte che confermino o neghino la corretta ricezione dei dati, nonché 
un’eventuale modifica del frame di partenza allo scopo di ridurre questa probabilità di fallimento. 
 
 
Figura 2.6 Collisione tra due Tag in un frame di 4 slot. 
 
Si rende quindi necessario lo sviluppo di un Tag che nell’implementazione del protocollo passi 
attraverso vari stati, corrispondenti alle azioni da compiere sulla base dei comandi ricevuti dal 
proprio Reader. Possiamo riassumere gli stati in cui si può trovare un Tag come segue: 
- Ready: attesa di un comando di Query, che specifica la dimensione iniziale del frame. Come 
vedremo esistono due ulteriori versioni di questo comando, in particolare il Query-adjust è 
quello che cambia il numero iniziale di slot, in seguito alla rilevazione di collisioni, 
- Reply: invio delle informazioni e attesa della conferma da parte del Reader sullo stato della 
ricezione (ACK/NAK), 
- Acknowledged: conferma della corretta ricezione, 
- Arbitrate: attesa di istruzioni da parte del Reader dopo aver ricevuto un NAK o attesa dello 






Il Tag, che inizialmente si trova in uno stato di ready, seleziona un numero random (RN) 
nell’intervallo [0 … 2Q - 1] e lo salva in memoria nel suo slot counter: 
- se il valore di RN è zero, il Tag risponde immediatamente al Reader, entrando in uno stato di 
reply, 
- se il valore di RN è diverso da zero, il Tag transita nello stato di arbitrate e si mette in attesa 
di comandi QUERY-REP o QUERY-ADJUST da parte del Reader. 
 
Se il Tag risponde, manda indietro un numero random di 16 bit (RN16), e nel caso in cui il Reader 
riceva esattamente una risposta (vedremo successivamente il trattamento delle collisioni), esso invia 
un messaggio di ACK contenente il RN16 ricevuto. Se questi corrisponde a quello inviato dal Tag 
si entra nello stato di acknowledged restituendo dati quali EPC, PC (protocol control) e CRC-16, 
altrimenti se passa un certo periodo di tempo T oppure si riceve un valore errato, il Tag passa allo 




Figura 2.7 Interrogazione e risposta di un Tag 
 
Un Tag che si trovi nello stato di arbitrate accetta comandi QUERY-REP e QUERY-ADJUST.  
QUERY-REP viene inviato per annunciare l’inizio di un nuovo slot ed ha l’effetto di far 
decrementare lo slot-counter del Tag. Se il nuovo valore calcolato raggiunge zero, si procede come 
abbiamo visto precedentemente ed il Tag entra nello stato di reply, inviando una risposta contenente 




QUERY-ADJUST è inviato in seguito a situazioni in cui si rende necessaria la modifica del valore 
di Q (per esempio in seguito ad una collisione, Figura 2.8). In questo caso il Tag ricalcola un nuovo 
numero random nel nuovo intervallo [0 … 2Q_NEW-1].  Il trattamento del valore restituito è analogo 
al caso di QUERY. 
 
 
Figura 2.8 Modifica del frame in seguito ad una collisione  
 
In Figura  2.9 e 2.10 descriviamo l’utilizzo di questi due comandi illustrando due tipiche sessioni 














Figura 2.10 Esempio di messaggi con Query-adjust 
 
 
2.3.3.1 Casi particolari 
Dopo una richiesta di Query potrebbe accadere che nessun Tag risponda in quanto nessun slot-
counter conterrà il valore zero, oppure che più di un Tag risponda contemporaneamente perché 
ottiene zero. 
Nel primo caso il Reader chiude lo slot ed invia successivi comandi di QUERY o QUERY-
ADJUST. 
Nel secondo caso si verifica una “collisione”. In questo scenario il Reader potrebbe essere in grado 
di riconoscere a livello di forma d’onda uno dei RN16 inviati dai Tag, comunicargli l’ACK e 
chiudere lo slot per inviare successivamente un nuovo messaggio di QUERY-REP o QUERY-
ADJUST. In alternativa il Reader può inviare semplicemente un NAK comunicando la mancata 
ricezione del messaggio, al quale i Tag reagiranno entrando nello stato di arbitrate. 
Se un Tag si trova nello stato di reply significa che è in attesa di un messaggio di ACK da parte del 
Reader. Abbiamo detto che questo messaggio potrebbe non arrivare oppure arrivare con un RN16 
errato. In entrambi gli scenari il Tag passa allo stato di arbitrate con uno slot-counter pari a zero. In 
questo caso è necessario reimpostare lo slot-counter ad un valore massimo che verrà decrementato 
nuovamente ai prossimi comandi di QUERY-REP. Se durante questa operazione viene ricevuto un 
nuovo QUERY-ADJUST si ricalcola immediatamente un nuovo RN che diverrà il nuovo valore da 
inserire nello slot-counter. 
In Figura 2.11 riassumiamo la fase d’inventario mostrando i vari stati del Tag,  i comandi del 
Reader che provocano la transizione da uno stato all’altro e gli eventuali messaggi che il Tag invia 














2.3.4  Accesso al Tag 
Una volta che il Tag è stato riconosciuto un Reader è in grado di accedervi inviandogli comandi che 
generalmente sono di lettura/scrittura. Il Tag in questo scenario si trova nello stato di acknowledged. 
Lo scambio d’informazioni tra Tag e Reader avviene in una sottosequenza di comandi a cui 
corrisponde un “puntatore” chiamato handle. Il Reader stesso lo richiede all’inizio di questa 
sequenza inviando un comando REQ_RN contenente il RN16 che ha dato luogo al riconoscimento 
del Tag, al quale il Tag in caso di matching positivo risponde generando e memorizzando un nuovo 
numero RN16 che viene poi inviato al Reader . I comandi che seguiranno dovranno contenere tra i 
parametri l’handle che è stato negoziato dalle due parti. 
 
Se il Tag implementa un sistema di sicurezza basato su password e questa risulta non nulla, dopo 
aver risposto con un RN16 entra nello stato di open, altrimenti nello stato secured. 
A questo punto il Reader può inviare comandi: 
• di lettura: READ {handle, memory_address} che una volta ricevuto dal Tag provoca la 
lettura dei dati in memoria e la conseguente trasmissione al Reader richiedente, 
• di scrittura: WRITE {handle, memory_address, data} che provoca da parte del Tag la 
scrittura in memoria dei dati contenuti nel messaggio, 
• di kill: KILL {handle, kill password} che disabilita permanentemente un Tag, rendendolo 
indisponibile a successive operazioni di selezione, accesso e inventario. 
 
Nei primi due casi il Tag resta nello stato di open, nell’ultimo se riceve una password di kill valida e 
non nulla entra nello stato permanente di killed.  
In Figura 2.12 è mostrata una tipica sessione nella quale il Reader, ricevuto un handler valido, invia 
al Tag richieste di lettura e/o scrittura. 
In Figura 2.13 è mostrata una sessione che termina con un comando KILL contenente una password 





















Lo stato secured permette di eseguire anche i comandi LOCK e PERMALOCK. Entrambi si usano 
per rendere esclusivo l’accesso ad una certa porzione di memoria del Tag, prevenendo o 
permettendo la lettura/scrittura (es. lock su passwords, dati specifici…). Permalock in particolare 
rende lo stato di lock permanente, sbloccabile solamente attraverso operazioni di recommissioning. 
Un Tag in uno stato open può finire in secured mediante un comando di ACCESS, nel quale il 
Reader specifica la password d’accesso. 
Si noti che alcune zone di memoria che il Reader intende rendere esclusive potrebbero non esistere 
o essere rese illeggibili/non scrivibili dal produttore stesso. Per questo il Tag risponde ai comandi 
LOCK/PERMALOCK con un messaggio contenente lo handle  soltanto in caso di successo. 
Altrimenti il Reader che osservi l’assenza di risposta dopo un certo periodo di tempo concluderà 
che il lock non è andato a buon fine e invierà nuovamente  un comando REQ_RN per verificare che 
il Tag sia ancora attivo o raggiungibile. 
In Figura 2.14 riportiamo una sessione nella quale il Reader invia al Tag un comando di LOCK, 





























3.  Sviluppo di un simulatore per il sistema RFID 
 
I concetti introdotti nei capitoli 1 e 2 ci permettono di sviluppare un simulatore per il sistema RFID, 
focalizzandoci sull’inventory di EPCglobal. 
Una prima parte descriverà l’ambiente che abbiamo utilizzato, Scicoslab, una versione del software 
Scilab nella quale viene incluso il tool di modellazione Scicos, che sarà lo strumento principale per 
lo sviluppo del nostro simulatore. Successivamente ci concentreremo sulla costruzione passo passo 




Scilab è un ambiente open-source che permette di effettuare simulazioni e computazioni numeriche, 
mettendo a disposizione un linguaggio simile al C contenente costrutti e primitive che agevolano 
l’utente nello sviluppo di applicazioni scientifiche, che viene interpretato utilizzando un sistema 
dinamico dei tipi. Inoltre è presente un sistema di scripting per testare algoritmi o computazioni 
numeriche. 
Per questo nella versione base, disponibili per vari sistemi operativi, sono già presenti molte 
funzioni di libreria che spaziano tra algebra lineare, integrazione numerica ed ottimizzazione. Oltre 
a ciò l’utente di Scilab può estendere le sue potenzialità utilizzando librerie esterne che verranno 
aggiunte tramite linking statico o dinamico.  
In questo capitolo affronteremo tematiche di Scilab che saranno utili per comprendere le basi del 
funzionamento dell’ambiente e quindi le parti che abbiamo utilizzato nella costruzione del modello 
RFID. Per tutti i dettagli implementativi e gli approfondimenti del linguaggio utilizzato in Scilab si 
rimanda a [1]. 
 
3.1.1 Ambiente Scilab 
All’avvio del programma l’utente visualizza un prompt dal quale può inserire i comandi, che 
devono essere confermati da un return. I risultati possono essere visualizzati in formato testo oppure 




[1] Springer – Modeling and Simulaton in Scilab 
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Esempi: 
-->a = 5 
 a  =                       conferma dell’assegnamento di variabile 
    5. 
-->a + 1 
 ans  =                  risposta 
    6. 
 
 
--> clear a                                             la variabile viene eliminata 
-->a 
  !--error 4                                           la variabile non è più definita 
undefined variable : a   
           
--> a = [4,5] 
 a  =                       alla variabile precedente viene assegnato un vettore bidimensionale 
    3.    5. 
 
-->a = "hello" 
 a  =                      alla variabile precedente viene assegnata una stringa 
 hello         
 
-->x = 1 
 x  = 
    1. 
-->a = sin(x)*cos(1)            calcolo di funzioni 
 a  = 
    0.4546487 
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Come abbiamo detto la tipizzazione in Scilab è dinamica, per cui a runtime una qualsiasi variabile 
può prendere valori completamente diversi, e quindi la sua dimensione cambia ogni volta. 
typeof(var)  restituisce il tipo corrente della variabile. Negli esempi precedenti typeof(a) restituisce 
nell’ordine: constant, undefined, constant, constant, string, constant. 




3.1.1.1  Struttura della memoria 
 
La memoria di Scilab può essere controllata mediante il comando stacksize.  
-->stacksize 
 ans  = 
    5000000.    8378.   
che indica rispettivamente la memoria disponibile (numero di double) e il numero massimo di 
variabili. La memoria ha un’organizzazione a heap e la sua dimensione può essere cambiata 
specificando un argomento numerico in stacksize. Mediante i comandi who e whos è possibile 
conoscere la dimensione degli oggetti allocati ed il loro tipo. 
-->whos('-name', 'a') 
Name                     Type           Size           Bytes 




 ans  = 
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3.1.1.2  Operatori 
Gli operatori in Scilab sono quelli tipici presenti nella maggior parte dei linguaggi di 
programmazione e di scripting, ed hanno semantica diversa in base ai tipi di oggetto ai quali si 
applicano. 
-->a = 3 
 a  = 
    3. 
-->b = 5 
 b  = 
    5. 
 
-->a+b 
 ans  = 
    8.      
 
-->a = "hello" 
 a  = 
 hello 
-->b = "world" 
 b  = 
 world 
-->a+b 
 ans  = 
 helloworld 
 
 Oltre a questi esistono specifiche funzioni per determinati tipi, in particolare le operazioni sulle 
stringhe (conversioni, concatenazioni, lunghezza, tokens…) e le operazioni sulle matrici e sui 
vettori tipiche dell’analisi numerica (inversa, trasposta, matrice sparsa…). Per una documentazione 
dettagliata si rimanda a [2]. 
 
[2] Springer – Modeling and Simulaton in Scilab 
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3.1.1.3  Liste 
Un caso interessante è la costruzione di liste di oggetti. E’ possibile infatti definirle attraverso un 
costruttore iniziale list() oppure semplicemente indicando l’indice che conterrà il valore: 
-->L(1) = 5 
 L  = 
    5. 
 
-->L(2) = 3 
 L  = 
    5. 
    3.    
 
-->L(1) = 5 
 L  = 
    5. 
 
-->L(3) = 4 
 L  = 
    5. 
    0.   i valori non specificati vengono inizializzati a zero 
    3.     
Questo è fattibile perché in Scilab ogni oggetto viene visto come un insieme di oggetti all’interno di 
un vettore, una matrice o una lista. Infatti, poiché Scilab è dedicato al calcolo scientifico, l’oggetto 
base è una matrice floating-point: una costante nell’ambiente viene vista come una matrice 1x1 
(tuttavia esistono eccezioni di costanti che vengono indicate con un % antecedente al nome della 
costante: %pi, %e…). 
I valori possono essere letti specificando semplicemente un indice esistente: 
-->L(3) 
 ans  = 
    3. 
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3.1.1.4  Funzioni 
Le funzioni in Scilab si dichiarano come segue: 
function y = foo(x, g); y = g(x) endfunction 
dove g indica la funzione ed x indica l’argomento. Adesso possiamo sostituire i parametri 
chiamando foo: 
-->foo(1, sin) 
 ans  = 
    0.8414710     
 
-->foo(log(1), sin) 
 ans  = 
    0.         
Come vedremo è possibile arricchire il corpo della funzione con istruzioni più complicate che 
tengano conto del valore dell’argomento per guidare il risultato da restituire. 
 
 3.1.1.5  Branching 
 Il branching è il costrutto tipico che permette l’esecuzione di un certo blocco di istruzioni piuttosto 
che un altro a seconda di un valore booleano.  I costrutti tipici che si incontrano e che si possono 
combinare tra di loro sono: 
if <condizione> then <istruzioni_da_eseguire> end 
 
if <condizione> then <istruzioni_da_eseguire> else <istruzioni_da_eseguire> end 
 
if <condizione> then <istruzioni_da_eseguire>  
elseif <condizione> then <istruzioni_da_eseguire>  
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Facciamo un esempio definendo la funzione fattoriale: 
function y = fact(x);  
if (x == 0 | x == 1) then y = 1;  





 ans  = 
    120.    
-->typeof(fact) 
 ans  = 
 function      
 
 
3.1.1.6  Iterazioni 
In Scilab è possibile utilizzare i costrutti for e while per implementare le iterazioni. La sintassi dei 
comandi è: 
for <name> = <expr> <instructions> end 
<expr> è del tipo valore_iniziale : soglia_limite e viene valutata la prima volta per conoscere il 
numero delle iterazioni ed il valore di partenza, poi si prosegue iterando le istruzioni.  
-->h = 0 
 h  = 
    0. 
 
-->for i=1:5 h = h+1; end 
-->h 
 h  = 
    5. 
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     while <condition> <instructions> end 
Questa volta la condizione viene valutata ad ogni iterazione e il ciclo termina quando essa assume 
un valore uguale a zero (corrispondente al valore booleano false). 
-->h = 0 
 h  = 
    0. 
 
-->while h < 5 h = h+1; end 
-->h 
 h  = 
    5. 
 
 
3.1.1.7  Formattazione dell’output 
L’output può essere formattato come nei comuni linguaggi di programmazione, ad esempio per 
inserirvi delle stampe di cortesia che danno maggior significato al risultato ottenuto. 
Per i nostri scopi è utile evidenziare il funzionamento di: 
 
a)  mfprintf, che formatta l’output all’atto della scrittura in un file di testo. La sua sintassi è del tutto 
analoga alla printf del C. 
mfprintf(file_handler, string format, var1 … varn); 
 
Esempio: 
idx = 1; 
mfprintf(file_handler, "idx vale: %i”, idx);    idx vale: 1 
mfprintf(file_handler, "idx vale: %i\n”, idx);  idx vale: 1\n 
 
b) mfscanf che legge l’input del file da una stringa di caratteri. La sintassi è: 
[n, var1 … varn ] = mfscanf(nIter, file_handler, string format); 
 
 




• n rappresenta il numero di dati letti, che può essere -1 se si incontra un EOL prima di averli 
letti tutti, 
• nIter è il numero di volte che il formato specificato in “format” deve esse usato, 




 3.1.1.8  Lettura e scrittura dei file 
 
L’apertura del file avviene mediante il comando: 
fd = mopen(nomefile, privilegi); 
che restituisce alla variabile fd lo handler del file aperto. I privilegi sono quelli “classici” di lettura 
‘r’ e scrittura ‘w’. 
A questo punto: 
• in caso di lettura utilizziamo la funzione mfscanf che assegna i dati letti alle variabili 
specificate, secondo il formato espresso nella stringa “format”, 
• in caso di scrittura utilizziamo la funzione mfprintf che legge i dati dalle variabili 
specificate e li memorizza come stringa all’interno del file. 
 
Esempio: 
fd = mopen(“test.txt”, ‘w’); 
idx = 1; 
mfprintf(fd, "idx vale: %i”, idx);   
mclose(fd); 
 
fd = mopen(“test.txt”, ‘r’); 
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3.2 Scicoslab 
ScicosLab è una release di Scilab che include il toolbox Scicos, il quale mette a disposizione 
un’interfaccia grafica per la modellazione di sistemi dinamici. Come abbiamo fatto per Scilab, 
daremo una panoramica di Scicos, quanto basta per introdurre concetti utili allo studio del sistema 
RFID che andremo a modellare. 
 
3.2.1 Scicos overview 
Il toolbox  Scicos si presenta come un’area nella quale l’utente può costruire un modello di 
simulazione, attraverso diagrammi che fanno uso di blocchi rappresentanti funzioni scilab che 
svolgono determinati compiti in base a valori di input passati “per argomento” oppure tramite 
ambiente. 
 
Figura 3.1  Struttura di un blocco in ScicosLab 
 
Un tipico blocco riceve un certo numero di input da altri blocchi e restituisce un certo numero di 
valori in output. Inoltre può essere attivato in determinati momenti della simulazione o attivare esso 
stesso altri blocchi, mediante l’utilizzo degli eventi. 
Il formato dei dati viene specificato all’atto della creazione del blocco stesso, ed è espresso con: 
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I tipi supportati si indicano con un numero intero, e sono: 
1 : matrice reale o complessa  
2 : matrice polinomiale 
4 : matrice booleana 
5 : matrice sparsa  
6 : matrice sparsa booleana 
8 : matrice di interi memorizzati in 1, 2 o 4 bytes  
9 : matrice di handler grafici  
10 : matrice di stringhe 
11 : funzione non compilata 
13 : funzione compilata  
14 : funzione di libreria  
15 : lista 
16 : lista tipata (tlist)  
17 : mlist  
128 : puntatore 
 
Ad esempio: 
 se un blocco accetta un input [1, 3] ciò significa che si aspetta come argomento una lista di 
tre elementi di tipo real o complex.  
 se un blocco restituisce un output [10,2] significa che il valore in uscita è una lista di due 
elementi di tipo string. 
 
Da questa descrizione si può intuire come i blocchi siano connessi tra loro attraverso collegamenti 
input-output o event_in – event_out . 
Abbiamo accennato pocanzi che questo non è l’unico modo di passare dei valori ai blocchi, infatti è 
possibile utilizzare un ambiente locale dove si possono dichiarare delle variabili da utilizzare 
durante la computazione; è ciò che Scicos chiama “Context”.  
Il Context è effettivamente uno script Scilab che viene valutato ad ogni step della simulazione, per 
cui la dichiarazione di variabili ausiliarie segue la sintassi che abbiamo visto nel paragrafo 3.1. E’ 
accessibile da Scicos attraverso il menu Diagram>Context. 
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Prima di eseguire una simulazione potrebbe essere necessario impostare alcuni parametri. Essi sono 
raggiungibili da Simulate>Setup: 
 Final integration time: tempo oltre il quale la simulazione termina, 
 Real time scaling: forza il tempo reale della simulazione impostando l’unità di tempo ad 1 
secondo, 
 Integrator absolute and relative tolerances: proprietà del solver, 
 Tolerance on time: il più piccolo intervallo di tempo per il quale l’ODE solver è utilizzato 
per aggiornare gli stati continui, 
 Maximum integration time interval: il massimo intervallo di tempo per ogni chiamata al 
solver. 
 Solver: il solver da utilizzare (si veda Scicos Help). Quello di default è Lsodar. 
 Maximum step size: massimo intervallo di tempo considerato dal solver 
 
Infine possiamo eseguire mediante Simulate>Run che compila il diagramma ed in caso di 
correttezza, fa partire la simulazione. 
 
3.2.2 Blocchi 
I blocchi di Scicos vengono suddivisi in categorie chiamate “palettes”, accessibili tramite tasto 
destro cliccando sull’area del diagramma, a seconda del compito che devono svolgere.  
Le categorie che useremo nel simulatore sono: 
• Sorgenti: blocchi che non hanno alcun input ed uno o più output, in quanto “emettono” 
valori che sono generati al loro interno. Alcuni esempi sono 
 
           activation clock, un generatore di eventi in cui possiamo impostare il 
tempo di partenza e lo step temporale da seguire per generare il prossimo evento. 
 
         costante, che passa come input una costante predefinita. 
 
generatore random, che passa come input dei numero pseudo casuali generati 











• Sinks:  blocchi che non hanno alcun output in quanto sono blocchi finali che visualizzano i 
risultati della computazione o memorizzano informazioni. Alcuni esempi sono 
 
        disegna i valori su un grafico che ha il tempo per ascissa ed i valori passati 
in input come ordinata.  
 
 
                             scrive i dati passati in input su un file di testo. Deve essere attivato da un 
evento.   
 
 
• Blocchi matematici (Linear, Non Linear, Matrix, Integer): blocchi che implementano 
funzioni matematiche. A titolo di esempio presentiamo 
 
        somma algebrica tra i due valori in input, impostabile.           
 
permette di scrivere un’espressione matematica a piacere secondo il 
formato Scilab, anche se con alcune limitazioni. 
 
 
• Blocchi Modnum: un insieme di blocchi dedicati alla modellazione e alla simulazione dei 
sistemi di comunicazione. Questo pacchetto non fa parte della dotazione di default ma può 
essere scaricato ed installato a parte. E’ un esempio di utilizzo di librerie fatte da terzi ed 
installabile tramite linking, reperibile su [3]. Al suo interno torna nuovamente la divisione in 
categorie quali Sources, Sinks ecc… I moduli che utilizziamo sono: 
 
     il canale di comunicazione, che aggiunge al segnale modulato in ingresso 















  ad ogni evento legge l’i-esimo elemento di una lista di valori in input e lo 
invia sull’output.  
 
 
converte un insieme di valori di input ricevuti in eventi diversi in una lista di 
output. 
            
              converte un numero decimale in formato binario, restituendo come output 
una lista di valori (es. input:3, output: {1,0,1}). 
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3.2.2.1  Esempio 
Diamo adesso un esempio d’uso,  per familiarizzare con i concetti esposti precedentemente. 
Costruiamo un diagramma che computi un numero random all’interno di un intervallo [0…n-1]. 




Figura 3.2  Primo esempio di modello  in Scilab:  l’operatore modulo 
 
Nel diagramma (Figura 3.2): 
• il numero casuale è ottenuto utilizzando il generatore random, che viene attivato ad ogni 
passo della simulazione da un activation clock che ha 1 come periodo e 0 come valore 
iniziale (quindi c’è un evento per passo di simulazione), 
• il numero n viene rappresentato da una costante (‘3’ in questo esempio), 
• il modulo “Mathematical Expression” prende in input questi due valori. All’interno del 
modulo gli ingressi vengono chiamati rispettivamente u1 ed u2. A questo punto calcola: 
u1 - u2*floor(u1/u2) 
               inviando il risultato sul suo unico output, 
• il modulo “Write to output file” raccoglie infine l’output e lo scrive su un file di testo. 
  
Nel setup del diagramma inseriamo 10 come final integration time. Eseguiamo la simulazione, 
ottenendo un file che ha due colonne con formato numerico esponenziale: la prima rappresenta il 
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 0.000E+00  0.100E+01 
 0.100E+01  0.200E+01 
 0.200E+01  0.100E+01 
 0.300E+01  0.100E+01 
 0.400E+01  0.200E+01 
 0.500E+01  0.200E+01 
 0.600E+01  0.200E+01 
 0.700E+01  0.000E+00 
 0.800E+01  0.200E+01 
 0.900E+01  0.200E+01  
Figura 3.3 Output del modello: operatore modulo   
 
Come si può notare in Figura 3.3 i numeri sulla colonna di destra, rappresentanti il valore calcolato 
ad ogni passo della simulazione, variano nell’intervallo [0…2]. 
 
3.2.2.2  Super blocchi 
A volte può capitare che i blocchi utilizzati come componenti del nostro modello siano a loro volta 
dei veri e propri diagrammi che vengono “rappresentati” da un singolo blocco. Il blocco in 
questione è chiamato “super blocco”, utile per definire quello che si potrebbe chiamare “subroutine” 
e rendere più agevole l’integrazione di determinate funzioni all’interno di un diagramma. 
Per fare questo dobbiamo definire quali e quanti sono gli input e gli output del super blocco che 
andremo a creare. Nella palette “Sources” e “Sinks” esistono rispettivamente tre componenti 
chiamate:  
- input port che specifica un valore in ingresso, il cui tipo viene specificato nella maschera di 
input del blocco stesso, 
- input activation port che specifica un evento in ingresso, 
- output port che specifica un valore in uscita, il cuo tipo viene specificato nella maschera di 
input del blocco stesso. 
Nel nostro esempio possiamo sostituire la costante con una porta di input, sostituire l’activation 
clock con una input activation port ed inviare il risultato del modulo matematico ad una porta di 












Figura 3.4 Struttura di un super blocco  
 
 
A questo punto è sufficiente selezionare l’area del diagramma escludendo le porte inserite e cliccare 
su Diagram>Region to super block, ottenendo il super blocco: 
 
del quale è possibile editare l’icona, aggiungere una descrizione e così via. Il blocco così generato 
contiene al suo interno il diagramma che abbiamo mostrato precedentemente, che adesso è 
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Figura 3.5 Esempio di modellazione con super blocco: operatore modulo 
 
In Figura 3.6 possiamo osservare che il risultato ottenuto è esattamente analogo al precedente. 
 
 0.000E+00  0.100E+01 
 0.100E+01  0.200E+01 
 0.200E+01  0.100E+01 
 0.300E+01  0.100E+01 
 0.400E+01  0.200E+01 
 0.500E+01  0.200E+01 
 0.600E+01  0.200E+01 
 0.700E+01  0.000E+00 
 0.800E+01  0.200E+01 
 0.900E+01  0.200E+01  
Figura 3.6 Output del modello con super blocco 
 
Come si può notare i numeri sulla colonna di destra, rappresentanti il valore calcolato ad ogni passo 
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3.2.2.3  Costruzione di un nuovo blocco 
Come abbiamo accennato, un blocco rappresenta una funzione Scilab e quindi è possibile costruirne 
uno ex-novo che implementi un certo algoritmo desiderato dall’utente.  Scicos mette a disposizione 
un blocco “vuoto” chiamato Sciblk nel quale scrivere il nostro algoritmo secondo determinate 
condizioni da rispettare. 
Cercheremo di rendere la spiegazione più chiara costruendo un semplice blocco che implementa 
una funzione.  
Cominciamo con lo studiare le impostazioni iniziali più significative da inserire (Figura 3.7): 
 
Figura 3.7  Impostazioni di un blocco 
 
- simulation function name: il nome della nostra funzione, 
- input ports sizes: specifica il numero e la dimensione delle porte di input, ad esempio [1,1] 
identifica una porta, [1,1;1,1] identifica due porte e così via, 
- input ports type: specifica il tipo di dato della porta di input, 
- output ports sizes: specifica il numero e la dimensione delle porte di output, ad esempio 
[1,1] identifica una porta, [1,1;1,1] identifica due porte e così via, 
- output ports type: specifica il tipo di dato della porta di output 
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- input event ports sizes: specifica il numero e la dimensione delle “input activation ports”. Ad 
esempio [1] identifica una porta, [1;1] identifica due porte, 
- output events ports sizes: specifica il numero e la dimensione delle “output activation ports”. 
Ad esempio [1] identifica una porta, [1;1] identifica due porte, 
- initial continous state: un vettore colonna dello stato continuo iniziale, 
- initial discrete state: un vettore colonna dello stato discreto iniziale, 
- initial object state: una lista Scilab dello stato iniziale degli oggetti, 
- real parameters vector: ogni parametro reale (una variabile in context) che verrà usato nel 
blocco, 
- integer parameters vector: ogni parametro intero (una variabile in context) che verrà usato 
nel blocco, 
- objects parameters list: una lista Scilab che definisce ogni parametro oggetto (una variabile 
in context) che verrà usato nel blocco, 
- initial firing vector: un vettore che contiene indicazioni sugli eventi di output da generare: se 
il valore è diverso da zero non viene generato alcun evento iniziale. 
 
Impostiamo un blocco che ha un input, un output e un evento di input, rifacendoci all’esempio 
del paragrafo 3.2.2.2. 
A questo punto Scicos crea una funzione skeleton: 
function [blk] = sciblk(blk,flag) 
  //initialisation 
  if flag==4 then 
  //output fixed point 
  elseif flag==6 then 
  //output computation 
elseif flag==1 then 
  //state update 
       elseif flag==2 then 
  //finish 
  elseif flag==5 then 
  end 
endfunction 
 
“flag” è una variabile che rappresenta i vari stati in cui si viene a trovare un blocco durante la 
sua vita, ed è impostato dal simulatore in quattro scenari differenti: 
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- Initialization: è possibile inizializzare l’output del blocco e gli stati continuo e discreto; 
viene chiamato soltanto la prima volta, 
 
- Output computation: è necessario specificare l’output della computazione per lo step i, 
 
- State update: quando il flag assume questo valore significa che un evento ha attivato il 
blocco ed è possibile aggiornare gli stati discreto e continuo, 
 
- Finish: è possibile specificare delle istruzioni quando il blocco cessa di funzionare, 
come ad esempio la chiusura dell’I/O. 
 
Per iniziare a scrivere il corpo della funzione è necessario capire come possiamo avere accesso alle 
informazioni di cui abbiamo appena parlato. 
Il blocco ha una struttura definita come struct C che viene rappresentata dalla variabile “blk”; in 
effetti possiamo vedere l’assegnamento [blk] = sciblk(blk,flag) come una dichiarazione C  
sciblk blk; 
I campi più importanti di questa struttura sono: 
- int nz: la dimensione dello stato discreto (read only), 
- double *z: un vettore che rappresenta lo stato discreto, 
- int nx: la dimensione dello stato continuo (read only), 
- double *x: un vettore che rappresenta lo stato continuo, 
- int nin: numero di porte di input (read only), 
- double **inptr: puntatore alle porte di input. Ad esempio per indirizzare il primo elemento 
della prima porta scriveremo blk.inptr(1)(1), 
- int nout: numero di porte di output (read only), 
- double **outptr: puntatore alle porte di output. Ad esempio per indirizzare il primo 
elemento della prima porta scriveremo blk.outptr(1)(1), 
- int nevout: il numero delle porte di “event output”, 
- double *evout: puntatore alle porte di “event output”, 
- int nrpar: numero dei parametri d’ingresso reali, 
- double *rpar: puntatore ai parametri d’ingresso reali, 
- int nipar: numero dei parametri d’ingresso interi, 
- double *ipar: puntatore ai parametri d’ingresso interi. 
 
Come esempio scriviamo una funzione che svolga il compito del diagramma precedentemente 
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function [blk] = sciblk(blk,flag) 
  //initialisation 
  if flag==4 then 
  blk.z = 0; //inizializza stato discreto 
  //output fixed point 
  elseif flag==6 then 
  //output computation 
  elseif flag==1 then 
blk.outptr(1)(1) = blk.z; //calcolo dell’output 
  // state update 
  elseif flag==2 then 
    //calcola RN mod n 
   blk.z = modulo(round(100*rand()), blk.inptr(1)(1)); 
  //finish 
  elseif flag==5 then 
  end 
endfunction 
 
Notare che il calcolo di RN mod n poteva essere assegnato subito al momento del calcolo 
dell’output, ma abbiamo fatto un passaggio intermedio per illustrare anche il funzionamento dello 
stato. In Figura 3.8 è riportato il diagramma del modello che abbiamo appena creato. 
 
 
Figura 3.8 Il modello con il blocco appena creato. 
 




 0.000E+00  0.000E+00 
 0.100E+01  0.200E+01 
 0.200E+01  0.200E+01 
 0.300E+01  0.000E+00 
 0.400E+01  0.000E+00 
 0.500E+01  0.200E+01 
 0.600E+01  0.200E+01 
 0.700E+01  0.100E+01 
 0.800E+01  0.000E+00 
 0.900E+01  0.200E+01 
Figura 3.9 Output del modello: operatore modulo con sciblk.  
 
Come si può notare i numeri sulla colonna di destra, rappresentanti il valore calcolato ad ogni passo 
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3.3  Sviluppo del simulatore 
Il simulatore che andremo a costruire è focalizzato sulla fase di inventory del protocollo EPCglobal. 
Verrà presentato inizialmente nelle sue componenti fondamentali: il blocco Reader ed il blocco Tag. 
Successivamente daremo una vista d’insieme del sistema nel suo complesso. 
Introduciamo anche le variabili dichiarate all’interno del Context del diagramma principale e che 
vengono utilizzate all’interno dei suddetti blocchi: 
• nReader: specifica il numero di Reader presenti nel sistema, 
• nTag: specifica il numero di Tag presenti nel sistema, 
• T1: specifica quante volte il Reader reinvia un messaggio di ACK in seguito alla mancata 
risposta da parte del Tag, 
• T2: specifica il tempo che attende un Tag negli stati reply ed ack prima di transitare in 
arbitrate 
• nBit: specifica il numero di bit utilizzati per la rappresentazione dei messaggi, 




Un’interazione tipica tra Reader e Tag deve tenere conto innanzitutto dell’invio di comandi e dati 
da parte del Reader. Per questo motivo il formato del messaggio sarà quello in Figura 3.10. 
 
 
Figura 3.10 Struttura di un messaggio Reader-to-Tag 
 
Per le nostre simulazioni abbiano scelto nBit = 20. Come si nota dalla Tabella 1, il comando viene 
identificato da un intero che rappresenta l’header del messaggio al quale verrà concatenata la parte 
dati. 
Questo treno di parole viene inviato alla popolazione di Tag preselezionata, ed ognuno dei Tag 
effettua le proprie operazioni in base al messaggio ricevuto, inviando eventualmente delle risposte 
al Reader (stato di Reply/Acknowledged).  Come abbiamo già avuto modo di vedere ciò può 
generare delle collisioni, ed è per questo che il Tag, come specificato in EPCglobal, utilizza degli 
slot di tempo selezionati in maniera random nei quali comunicare. Tuttavia se due Tag effettuano la 
stessa scelta la collisione avviene comunque e deve essere risolta direttamente nel Reader.  
Abbiamo bisogno di un ulteriore accorgimento che permetta di identificare le collisioni dei 
messaggi che arrivano al Reader: ogni messaggio del Tag contiene un header formato da un bit 
seguito dai dati che intende inviare. In particolare questo header assume valore diverso da zero 
soltanto se i dati contenuti nel messaggio sono significativi. Questo perché Scicos richiede di  
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specificare un output ad ogni passo della simulazione, ed abbiamo visto che questo output può 
essere anche nullo se il Tag si trova in uno stato in cui non comunica. 
 
Comando ID Dati 
Query 1 Qinit 
Query-adjust 2 Qnew 
Ack 3 RN16 
Query-rep 4 Q
 
Nak 5 / 
 
Tabella 3.1   Messaggi del Reader 
 
Quindi il messaggio del Tag avrà il seguente formato 
 
Figura 3.11 Struttura di un messaggio Tag-to-Reader 
 
Come abbiamo visto i dati saranno rispettivamente un RN16 in risposta ad un messaggio di 
Query/Query-rep/Query-adjust in cui slot-count = 0, oppure l’EPC del Tag (un numero intero 





Figura 3.12  Super blocco Reader 
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Il Reader,  come mostrato in Figura 3.12 è un super blocco con un input costituito da tre entrate, 
rappresentate in Scicos mediante porte “sorgenti” (3.2.2): 
- Canale (porta 1 e 2), 
- Q iniziale (porta 3) 
ed un output costituito da due uscite verso il canale, rappresentate attraverso porte  di uscita presenti 
nella categoria “Sinks” (3.2.2). 
 
Le prime due porte di input sono passate ad un demodulatore PSK che converte i dati provenienti 
dal canale ed in seguito ad un blocco Serial-to-Bus che si occupa di raccogliere i dati in arrivo dal 
demodulatore allo scopo di ricostruire il messaggio di nBit inviato dai Tag. A questo punto vengono 
ricavati l’header del messaggio ed i dati in esso contenuti, con una semplice operazione di de 
multiplexing (Figura 3.13). 
 
 
Figura 3.13  Reader: trattamento di un messaggio di input 
 
L’header-bit del messaggio ed i dati convertiti da binario a decimale sono passati, insieme al valore 
iniziale di Q, ad un blocco chiamato “EPCglobal” che, come suggerisce il nome, si occupa 
dell’implementazione del protocollo (Figura 3.14). 
Questo blocco implementa una funzione Scilab che fa uso di alcune variabili dello stato discreto z 
per memorizzare le  informazioni necessarie ad una corretta implementazione del protocollo: 
- Qfp:  il valore corrente di Q in formato “floating point”, 
- stato corrente: Query, Query-adjust, Query-rep,  Ack, Nak, 
- EPCtmp inviata da un Tag, 
- RN16tmp inviato da un Tag, 
- flag “init” d’inizializzazione. 
Nella fase d’inizializzazione (flag = 4) Qfp  prende come valore iniziale l’input specificato 










Figura 3.14  Reader: il blocco EPCglobal 
 
Il blocco durante l’update dello stato discreto (flag = 2) controlla il valore di “init”. Se questi 
corrisponde ad 1 capisce che siamo nel periodo d’inizializzazione e che quindi deve semplicemente 
inviare il messaggio di Query contenente il valore iniziale di Q “saltando” le restanti istruzioni e 
passando subito all’aggiornamento dell’output (flag = 1) dove si specificano: 
 
- Command-ID = 1 (corrispondete a Query), 
- Data-out = 5 (corrispondente al Q della figura)  
 
Dopo aver fatto ciò si ritorna nell’update dello stato discreto dove, come abbiamo accennato in 
precedenza, si leggono i valori di Header e Data arrivati dal canale di comunicazione. Header può 
avere un valore pari a zero se nessun Tag ha risposto, un valore 1 se esattamente un Tag ha risposto 
oppure valori superiori se più Tag hanno inviato i loro dati. E’ quindi sufficiente controllare il 
valore di questo header per scoprire qual è stato il risultato della comunicazione. 
Se  Header = {0,2} dobbiamo aggiustare il valore di Q ed inviare un Query-rep o un Query-adjust in 
base al nuovo Qfp che otteniamo.  
Uno dei possibili algoritmi per scegliere Q è il seguente: 
- se nessun Tag ha risposto, Qfp = max(0, Qfp - C), 
- se più di un Tag ha risposto, Qfp = min(15, Qfp + C), 
dove C varia nell’intervallo [0.1 … 0.5]  in base al valore corrente di Q. Tipicamente si usano valori 
piccoli di C se non vi sono risposte e valori grandi se ci sono collisioni. Infatti se ci troviamo nel 
primo caso significa che il valore di Q risulta troppo grande, quindi è necessario decrementarlo 
lentamente in modo tale da ottenere almeno una risposta, senza rischiare di incorrere 
immediatamente in una collisione (che avrebbe una probabilità maggiore di accadere nella 
situazione in cui Q venisse decrementato troppo velocemente). Nell’altro caso abbiamo la 
situazione inversa e Q deve essere aumentato: per cercare di abbattere il prima possibile le collisioni 
che si verificano è necessario che questo incremento avvenga velocemente, e quindi con valori di C 
più grandi. Per conoscere in quale delle due situazioni ci troviamo, possiamo nuovamente 
controllare l’Header, che informa sull’esito della comunicazione in arrivo. 
A questo punto lo stato passa a Query-adjust se decidiamo di aggiustare il valore di Q (ossia se 
round(Qfp) ≠ Q ) o a Query-rep se il valore calcolato non fa cambiare il numero di slot. In entrambi i 
casi invieremo un comando contenente Q = round(Qfp).  
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Questi messaggi verranno al solito inviati durante l’update dell’output, tenendo conto dello stato 
corrente aggiornato. I Tag, come vedremo, riceveranno il nuovo Q ed eventualmente ricalcoleranno 
un nuovo RN.  
Se Header = 1 significa che ha risposto esattamente un Tag, e quindi dobbiamo salvarci il suo RN16 
che sarà presente nella porta di input “Data”,  per poi inviare un messaggio di ACK come conferma 
della corretta ricezione. 
A questo punto lo stato passa ad acknowledged. Il Tag in risposta al comando comunicherà il 
proprio EPC, che se ricevuto correttamente sarà inviato ad un blocco chiamato “tagCount”, che si 
occupa del conteggio dei Tag riconosciuti mantenendo un array di contatori di #Tag entrate,  
indirizzabile tramite l’EPC stesso.  
 
Alla fine della simulazione si invieranno in output anche: 
• il numero di cambiamenti di Q,  
• il numero totale di slot, 
entrambi calcolati dal blocco EPCglobal. Questi dati, assieme al conteggio dei Tag, saranno raccolti 
in un unico blocco che si occupa della costruzione di una tabella contenente i risultati finali. 
 
Il messaggio in uscita, qualunque esso sia, viene convertito in binario anteponendo il Command-ID 
ai dati e passando la stringa di bit così costruita ad un modulatore,  per poi inviare l’informazione 
sul canale.  
Una traccia del codice dell’algoritmo EPCglobal che mette in risalto quanto discusso è: 
 
function [blk] = EPCglobal(blk,flag) 
  //initialisation 
if flag==4 then  
  blk.z(1) = 1;  //QUERY State 
  blk.z(2) = blk.inptr(1)(1); //init Q 
  blk.z(3) = 0; //EPCtmp 
  blk.z(5) = 1; //init flag 
blk.z(6) = 0; //RN16tmp 
… 
blk.z(11) = 0; // #slot 
blk.z(12) = 0; // #Q changes 
//output update 
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elseif flag == 1 then    
 
//commands and data 
if blk.z(1) == 1 then //Query 
        blk.outptr(1)(1) = 1;         //command 
        blk.outptr(2)(1) = round(blk.z(2)); //initial Q value 
       … 
end 
//EPC, #Q-changes  and #slot 
   blk.outptr(3)(1) = blk.z(3); //EPCtmp 
   blk.outptr(4)(1) = blk.z(11); //#slot 
   blk.outptr(4)(2) = blk.z(12); // #Q-changes 
 
//state update 
elseif flag == 2 then    
 blk.z(3) = 0; //reset EPC 
 
 blk.z(4) = 0; //init to: nobody answers 
 oldQ = blk.z(2);  //save the old Q 
 
blk.z(4) = 0; //init to no collisions found 
 
 //detect collision by Header bit 
  if blk.inptr(2)(1) == 1 then 
      blk.z(4) = 1;  //exactly a Tag response 
  elseif blk.inptr(2)(1) > 1  then 
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//select C 
if blk.z(4) >=2  then C = 0.4;    // to increase Q 
 else 
   C = 0.1;  // to decrease Q 
 end 
 
if blk.z(4) == 0 then    //change Q value   
  blk.z(2) = max(0, blk.z(2) - C); 
elseif blk.z(4) == 2 then  
   blk.z(2) = min(15, blk.z(2) + C); 
end 
//if Qfp != Q then we need to change Q --> goto to QUERY-ADJUST 
if ~round(blk.z(2)) == round(oldQ)  then  
        blk.z(1) = 2; 
… 
 
elseif blk.z(4) == 1 then 
            blk.z(1) = 3; //goto ACK 
            blk.z(6) = blk.inptr(3)(1); //save RN16 
            blk.z(8) = 0; //init time    
   … 
   elseif ~blk.inptr(3)(1) == 0 & ~blk.z(6) == 0 &  blk.inptr(3)(1) <= %scicos_context.nTag  then 
                      blk.z(3) = blk.inptr(3)(1); //save EPC 
                      blk.z(1) = 4; //return to Query-rep 
                      blk.z(6) = 0; //reset RN16  
    … 
 
elseif  blk.z(1) == 3 then    //ACK state 
  blk.z(1) = 5; //NAK 
  blk.z(8) = 0; //reset time 
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 else  
          blk.z(1) = 4; //else goto QUERY-REP 
 end 
…   
 end function 
 
 
3.3.3  Tag 
 
 
Figura 3.15  Super blocco Tag 
 
Il Tag (Figura 3.15) è un superblocco che ha come entrate ed uscite due porte dedicate al canale di 
comunicazione. I comandi del Reader arrivano ad un demodulatore che, una volta codificati i dati, li 
invia ad un “serial-to-bus converter” il quale ricostruisce i bit del messaggio. Infine  i bit vengono 
suddivisi tra “Command” e “Data” mediante un demultiplexer, per poi essere convertiti in decimale 





Figura 3.16  Tag: trattamento di un messaggio di input 
 
Anche in questo caso abbiamo un blocco, tagCommand (Figura 3.17) che  implementa una funzione 
Scilab utilizzando alcune variabili dello stato discreto. Questa volta i valori da memorizzare sono: 
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- EPC 
- stato corrente (Ready, Reply, Acknowledged, Arbitrate) 
- slot counter 
- RN16 da generare in caso di risposta 
- un contatore per il calcolo del tempo trascorso 
Durante l’update dello stato discreto (flag = 2) il Tag controlla i due input “Command” e “Data”.  
Se il comando è errato  non esegue alcuna operazione e prosegue generando un output pari a zero. 
A questo punto il Tag resta nello stato corrente e, nel caso in cui si trovi in Reply o Acknowledged, 
continua a ciclare a vuoto per un certo tempo T in attesa di un valido comando di Query-adjust o 
Query-rep. Alla scadenza del periodo di tempo,  se non ha ricevuto niente ritorna ad Arbitrate. 
 
In caso di comando valido il Tag implementa una serie di IF corrispondenti agli scenari di cui 
abbiamo parlato nel  Capitolo 2: 
- se il comando è QUERY e lo stato è READY  calcola un RN da memorizzare nello slot 
counter e si passa allo stato di Reply  generando come output un nuovo RN16, 
- se il comando è QUERY-REP  
• se lo stato è Arbitrate decrementa il valore dello slot counter, che nel caso risulti zero 
farà passare allo stato di Reply, 
• se lo stato è Acknowledged ritorna a Ready, 
 
- se il comando è QUERY-ADJUST  e non si trova in Acknowledged calcola un nuovo RN e 
procede come di consueto, altrimenti ritorna a Ready, 
- se il comando è ACK controlla il valore del RN16  in arrivo con quello memorizzato al 
momento della sua spedizione, ed in caso positivo genera un output con all’interno il proprio  
EPC, altrimenti ritorna ad Arbitrate, 
- se il comando è NAK e lo stato non è Ready, ritorna ad Arbitrate. 
 
I dati all’uscita del blocco tagCommand incontrano un altro blocco che, nel caso in cui 
l’informazione rilasciata sia significativa (non zero) concatena un valore “1” come header del 
messaggio da inviare, allo scopo di “informare” che il Tag ha intenzione di comunicare qualcosa. 
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Una traccia dell’algoritmo presentato che riassume i concetti esposti è: 
 
function [blk] = tagCommand(blk,flag) 
  blk.z(1) = 1; //state =  ready 
  blk.z(2) = 0; //slot counter 
  blk.z(3) = 0; //used for data storing (ex. RN16) 
  blk.z(4) = 0; //time 




if flag == 1 then 
    //if reply, backscatter a new RN16 
   if blk.z(1) == 2  then 
     blk.outptr(1)(1) = blk.z(3);   
   //if state == ACK backscatter the EPC 
    elseif blk.z(1) == 3   & ~blk.z(8) == 3 then 
         blk.outptr(1)(1) = myEPC; //myEPC = blk.z(9) 
    else 
        blk.outptr(1)(1) = 0; 
    end 
 
//state update 
if flag == 2 then 
 
  //remain in a state for T time period 
   if blk.z(1) == 2 | blk.z(1) == 3 then 
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    if blk.z(4) == T2 then  
       blk.z(1) = 4; //return to arbitrate  
       if blk.z(2) == 0 then blk.z(2) = 2^15; //if slot counter == 0 reset slot counter to a max val. 
       end 
 
       blk.z(4) = 0;  //reset time T 
   end 
   end  
… 
//receive QUERY  (state = ready) 
  elseif blk.inptr(1)(1) == 1 & blk.z(1) == 1 then  //if command = QUERY & state = Ready 
       Q =  blk.inptr(2)(1);  
       blk.z(5) = Q; //store Q 
       rn = modulo(round(100*rand()), 2^Q); //compute a new RN 
       blk.z(2) = rn; //store the RN into slot-counter 
       if rn == 0 then  
              blk.z(1) = 2; //reply 
              blk.z(3) = %scicos_context.nTag + max(1, modulo(round(100*rand()), 2^16)); //new 
RN16 
              blk.z(4) = 0; //reset time 
       else 
              blk.z(1) = 4; //arbitrate 
        end   
    //end query 
… 
//receive QUERY-REP  (state = arbitrate | ack) 
   elseif blk.inptr(1)(1) == 4 & (blk.z(1) == 3 | blk.z(1) == 4) then 
 
      if blk.z(1) == 3 then blk.z(1) = 1;  //if state = ACK return to Arbitrate 
     else 
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       blk.z(2) = blk.z(2) -1; //decrease slot-counter 
 
       if blk.z(2)== 0 then  //if the slot counter is zero 
              blk.z(1) = 2; //reply 
              blk.z(3) = %scicos_context.nTag + max(1, modulo(round(100*rand()), 2^16)); //new 
RN16        
             blk.z(4) = 0; //reset time 
        end   
     end 
    //end query 
 
//receive ACK  (state = reply or ack) 
   elseif blk.inptr(1)(1) == 3 & (blk.z(1) == 2 | blk.z(1) == 3) then 
   if blk.inptr(2)(1) == blk.z(3) then //if the RN16in = RN16stored 
                   blk.z(1) = 3; //go to ack 
      else   
        blk.z(1) = 4; //go to arbitrate 
        if blk.z(2) == 0 then blk.z(2) = 2^15; end  //if slot counter = 0 reset to a max value 
      end      
         blk.z(4) = 0; //reset time 
   end 
  //receive NAK 
 elseif blk.inptr(1)(1) == 5 & ~blk.z(1) == 1 then  
     blk.z(1) = 4; 
     if blk.z(2) == 0 then blk.z(2) = 2^15; end 
 
 
Per costruire dei super blocchi di Tag da utilizzare nelle nostre simulazioni (es. blocchi di 10, 100 
Tag)  abbiamo adoperato alcuni accorgimenti implementativi che facilitassero il raggruppamento 
dei sottoblocchi in blocchi più grandi senza dover aggiustare ogni volta le etichette EPC. Ciò si 
riassume nel campo blk.ipar(1) che contiene il valore di una variabile i dichiarata nel context del 
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super blocco, e predisposta ad “adattare” il valore dell’etichetta in base a quanti Tag vogliamo 
aggregare all’interno, agevolando così la loro costruzione (Figura 3.18). 
 
Figura 3.18  Super blocco di Tag 
 
Si noti anche che per ragioni di sicurezza, utilizzando degli EPC numerici nell’intervallo             
[1… nTag] abbiamo deciso di far generare i RN16 partendo proprio da nTag, così da non 
confonderli con i valori delle etichette. 
 
3.3.4  Somma di segnali 
All’uscita dai Tag i dati viaggiano verso il canale di comunicazione, e come abbiamo visto possono 
sovrapporsi tra loro, generando così delle collisioni. Il blocco“SUM Signal” prende in input un 
certo numero di segnali e ne fa la somma restituendo un segnale in uscita. I bit contenuti all’interno 
di ognuna delle comunicazioni vengono sommati tra loro, compresi gli header-bit che, valendo  0 o 
1 a seconda di assenza o presenza di dati significativi, nel segnale “somma” possono assumere i 














Figura 3.19  Super blocco “somma segnale” 
 
Nella Figura 3.19 si riporta un esempio di super blocco che somma due canali: si decodifica 
l’informazione contenuta nel canale di input attraverso un demodulatore, si sommano i bit e si 
codifica nuovamente l’informazione mediante un modulatore, che provvederà infine 
all’instradamento sul canale di output. 
 
Un esempio di modello in Scicos è riportato in Figura 3.20, dove simuliamo un Reader e una 
popolazione di 10 Tag. 
 
Figura 3.20 Un modello con 10 Tag 
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Si notano il Q iniziale passato al Reader (qui 4), i collegamenti dal canale verso la popolazione di 
Tag e da quest’ultima in ritorno al Reader. I due activation clock sono responsabili della 
generazione eventi rispettivamente per i blocchi Serial-to-Bus e Bus-to-Serial, i quali raccolgono i 
bit provenienti dal demodulatore e dal modulatore, e dell’attivazione dei blocchi che implementano 
gli algoritmi visti sopra.  
 
Figura 3.21 Struttura di un super blocco con 10 Tag 
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In  Figura 3.21 riportiamo un esempio di struttura di un super blocco Scilab con 10 Tag. Si notano 
le porte evento di input (in rosso), le porte sorgenti di input e le porte di uscita dal sommatore di 
canale. 
 







4.  Risultati 
 
Le simulazioni che abbiamo eseguito permettono una prima analisi sul comportamento del sistema 
RFID in termini di collisioni e risposte dei Tag. Il nostro scopo è quello di valutare la bontà del 
protocollo EPCglobal, osservando come modifica i frame necessari ai Tag per scegliere degli slot 
random in cui comunicare minimizzando la probabilità che, in quel preciso istante, vi siano altre 
comunicazioni che porterebbero al mancato utilizzo delle informazioni raccolte dal Reader. 
Per fare questo studieremo come risponde il sistema variando il parametro iniziale di slot-count ed 
il numero dei Tag; al variare di Q riporteremo una media di slot necessari alla completa 
identificazione di tutti i Tag presenti nelle popolazioni considerate (10, 50, 100 e 400 Tag) nonché 
un’indicazione del numero di collisioni verificatesi, osservando quante volte il Reader ha bisogno di 
inviare un messaggio di Query-adjust allo scopo di permettere ai Tag l’invio del loro EPC con il 
conseguente riconoscimento ed accesso (Figura 4.1). 
 
 






Come abbiamo avuto modo di studiare nel Capitolo 2, il Query-adjust modifica il numero di slot 
prendendo in input la nuova dimensione del frame. Le simulazioni partono da un valore iniziale 
specificato da Q generando 2Q  slot, e successivamente ad ogni cambio del parametro di slot-count 
(Figura 4.2) eseguono la somma tra gli slot precedenti e quelli appena costruiti. Ovviamente tutto 
questo accadrà se risulterà necessario: come vedremo ci saranno scenari nei quali la dimensione 




 Figura 4.2 Variazioni della dimensione del frame 
 
Ci aspettiamo che la probabilità di riconoscimento sia alta per un numero iniziale di slot maggiore o 
molto maggiore del numero di Tag. Viceversa, diminuendo il valore iniziale verso una soglia molto 
più bassa si otterrà un numero di slot molto più alto rispetto a quello specificato da 2Q  o, addirittura, 
il mancato riconoscimento di tutti i Tag della popolazione. 
 
 
4.1 Impostazione delle simulazioni 
Per ogni simulazione che presentiamo, forniremo dapprima delle tabelle relative ad ognuna delle 
popolazioni Tag prese singolarmente, dove faremo variare il valore iniziale di Q nell’intervallo 
[0…7] e quindi il numero iniziale di slot disponibili nell’intervallo [1…128], riportando: 
 il numero medio di slot necessari al riconoscimento di tutti i Tag, compresi minimo e 
massimo valore (quando possibile), 
  il numero di volte in cui il sistema ha dovuto variare il valore iniziale specificato durante 
l’esecuzione del protocollo EPCglobal, allo scopo di individuare il numero medio di slot 
riportato in precedenza. 
 
 Nel caso in cui uno di questi valori non sarà disponibile (a causa del mancato riconoscimento di 




sarà sufficiente, scriveremo “-“ per indicare che non vi sono stati cambiamenti durante le 
simulazioni.  
Queste stime saranno poi illustrate sottoforma di grafico che rappresenterà l’andamento del valor 
medio di ognuna delle grandezze presentate. In particolare esisteranno due tipi di grafico: 
• numero medio di slot variando il parametro iniziale Q, 
• numero medio di variazioni di Q rispetto al suo valore iniziale. 
 
Sarà  interessante notare l’andamento dei grafici per valori consecutivi di Q e che, in alcune 
situazioni nelle quali il “caso ottimo” di un Q coincida con il “caso pessimo” di un suo predecessore 
o successore, si possano trovare valori analoghi per le due istanze di simulazione. 
Successivamente, studieremo come varia il numero medio di slot facendo variare il numero di Tag 
che il Reader selezionerà come facente parte della popolazione da interrogare, per ogni valore di Q 
nell’intervallo [0...7]. 
 
Quindi riassumendo, i casi studio da prendere in esame sono: 
a) Dato un parametro Q che varia nell’intervallo [0…7], fornire per ogni popolazione di Tag 
nell’insieme {10, 50, 100, 400} 
- il numero medio di slot necessari ad un corretto riconoscimento dei Tag, compresi i 
valori di minimo e massimo, 
- il numero medio di volte che il parametro Q viene modificato durante la simulazione 
rispetto al suo valore iniziale. 
b) Data una popolazione di Tag che varia nell’insieme {10, 50, 100, 400}, fornire per ogni 
valore iniziale del parametro Q il numero medio di slot necessario ad un corretto 
riconoscimento di tutti i Tag. 
 
Alla fine della presentazione dei risultati delle simulazioni, faremo alcune considerazioni 
sull’andamento del numero medio di slot in funzione del numero di Tag. 
I valori medi ottenuti in ogni caso di studio dipendono dal numero N di simulazioni che abbiamo 
effettuato.  In particolare, la media è stata ottenuta sul seguente numero di campioni: 
- 10 test di simulazione per le popolazioni Tag {10, 50, 100}, 









4.2  Risultati: numero medio di slot in funzione di Q  
Tabella 4.1 Simulazione con 10 Tag 
 
Numero di slot 
Valore iniziale 1 2 4 8 16 32 64 128 
Massimo n/d n/d 16 16 - - - - 
Minimo  n/d n/d 4 4 - - - - 




Parametro di slot-count (Q) 
Valore iniziale 0 1 2 3 4 5 6 7 
Massimo numero di cambiamenti n/d n/d 8 5 - - - - 
Minimo  numero di cambiamenti n/d n/d 2 1 - - - - 
















































Tabella 4.2 Simulazione con 50 Tag 
 
Numero di slot 
Valore iniziale 1 2 4 8 16 32 64 128 
Massimo n/d n/d n/d 472 472 224 128 160 
Minimo  n/d n/d n/d 312 264 96 64 128 




Parametro di slot-count (Q) 
Valore iniziale 0 1 2 3 4 5 6 7 
Massimo numero di cambiamenti n/d n/d n/d 60 25 3 2 1 
Minimo  numero di cambiamenti n/d n/d n/d 33 13 7 3 0 























































Tabella 4.3 Simulazione con 100 Tag 
 
Numero di slot 
Valore iniziale 1 2 4 8 16 32 64 128 
Massimo n/d n/d n/d n/d 2048 1600 448 322 
Minimo  n/d n/d n/d n/d 1824 1212 384 220 




Parametro di slot-count (Q) 
Valore iniziale 0 1 2 3 4 5 6 7 
Massimo numero di cambiamenti n/d n/d n/d n/d 116 49 11 4 
Minimo  numero di cambiamenti n/d n/d n/d n/d 103 37 8 3 















































Tabella 4.4 Simulazione con 400 Tag 
 
Numero di slot 
Valore iniziale 1 2 4 8 16 32 64 128 
Massimo n/d n/d n/d n/d n/d n/d 46936 19840 
Minimo  n/d n/d n/d n/d n/d n/d 43952 12416 




Parametro di slot-count (Q) 
Valore iniziale 0 1 2 3 4 5 6 7 
Massimo numero di cambiamenti n/d n/d n/d n/d n/d n/d 481 113 
Minimo  numero di cambiamenti n/d n/d n/d n/d n/d n/d 481 89 






















































4.3  Risultati: numero medio di slot in funzione della popolazione di Tag con Q fissato 
Ciò che ci aspetteremo di trovare è un insieme di grafici dove  per valori bassi di Q prevarranno gli 
istogrammi delle popolazioni Tag più piccole, in quanto gli slot generati saranno sempre 
insufficienti per permettere l’inventario delle popolazioni di Tag con valori varianti tra 100 e 400. 
Man mano che incrementeremo la dimensione iniziale del frame noteremo una sensibile crescita del 
numero di slot necessari per riconoscere anche le popolazioni maggiori. 
 
 
Figura 4.3  Grafico del numero medio di slot per Q = 2 
 
 












































































































































































4.4  Risultati: commenti 
Dai grafici riportati si nota che per un numero di slot più che sufficiente alla catalogazione dei Tag 
il sistema riesce ad identificare tutta la popolazione senza bisogno di modificare il parametro Q, che 
resta al suo valore iniziale. Inoltre per un Q iniziale sufficientemente alto, tale che sia possibile 
soddisfare  il riconoscimento di più di una popolazione di Tag, i valori ottenuti convergono verso un 
numero di slot sufficiente a rendere possibile l’identificazione di più popolazioni senza variare il 
parametro di slot-count.  
 
Negli esempi riportati ciò si nota maggiormente tra 10 e 50, dove all’inizio vi è una notevole 
differenza tra le due popolazioni in termini di slot necessari al corretto riconoscimento di tutti i Tag.  
Incrementando Q fino ad una soglia sufficiente a soddisfare i requisiti di entrambe, i valori ottenuti 
convergono verso un numero di slot che se impostato come “iniziale” (oppure se scegliamo un 
valore maggiore o uguale) riuscirà a far riconoscere tutti i Tag della popolazione 10 e 50 senza 












In questa tesi abbiamo implementato il protocollo EPCglobal attraverso la costruzione di un 
simulatore ad-hoc nell’ambiente Scicoslab. 
Lo scopo era quello di misurare le prestazioni del protocollo nella fase di inventory, cioè quella fase 
in cui le comunicazioni che avvengono tra un Reader ed una popolazione di Tag sono mirate ad 
ottenere  un riconoscimento completo di tutti gli oggetti selezionati che si trovano entro una certa 
distanza dall’interrogatore.  
Abbiamo visto che il problema principale da risolvere era la gestione delle collisioni che avvengono 
quando due Tag vogliono comunicare nello stesso istante, generando di fatto una risposta che non 
può essere utile al Reader per poter identificare un determinato Tag e quindi interrogarlo 
successivamente, allo scopo di ottenere la sua etichetta EPC che verrà utilizzata come “chiave 
d’accesso” ad un database contenente le informazioni dettagliate sull’oggetto in questione. La 
giustificazione di  questo tipo d’organizzazione riguarda la semplicità con la quale i Tag 
(transponder passivi) vengono realizzati e la limitatezza delle informazioni che possono contenere. 
Il protocollo EPCglobal possiede un meccanismo progettato allo scopo di diminuire il numero delle 
collisioni utilizzando una versione del protocollo slotted-ALOHA con frame dinamico, nel quale 
una volta che il Reader ha comunicato una dimensione iniziale del frame (parametro Q) i Tag 
selezionano uno slot random nell’intervallo [0… 2Q - 1] e  memorizzano il valore RN trovato in una 
zona di memoria chiamata “slot”,  per poi attendere nuove istruzioni da parte del Reader, quali un 
nuovo valore di Q o comandi mirati a far decrementare il valore di “slot” fino a portarlo a 0, 
momento in cui il Tag potrà inviare una comunicazione al Reader. 
Il Reader oltre a leggere e scrivere informazioni da/sul Tag ha quindi un altro compito non meno 
importante, cioè quello di gestire il manifestarsi delle collisioni attraverso una veloce 
identificazione e una successiva modifica del frame iniziale, che dovrà essere comunicato 
nuovamente alla popolazione di Tag che ricalcoleranno lo slot random in cui “parlare” col Reader. 
 
Il nostro simulatore implementa l’intera fase di inventory di EPCglobal attraverso la costruzione di 
appositi blocchi di Tag e Reader contenenti rispettivamente l’implementazione del protocollo. 
All’interno del simulatore la gestione delle collisioni da parte del Reader è stata ottenuta costruendo 
appositi messaggi che il Tag invia nel momento della comunicazione: questi sono composti da un 
numero intero anteposto ai dati da inviare. In questo modo nel momento in cui due o più Tag 
decidono di comunicare contemporaneamente questo numero diventa maggiore di 1, informando il 
Reader che la comunicazione ricevuta non è valida e quindi va scartata, modificando il valore di Q 
allo scopo di ottenere una diminuzione di risposte contemporanee, fino ad averne una soltanto. 
 
Se invece il valore dell’header del messaggio risulta zero, è necessario modificare il valore di Q per 




Abbiamo quindi misurato il numero di cambiamenti di Q e il conseguente numero di slot necessari 
per ottenere l’identificazione di tutti i Tag presenti nella zona d’interrogazione. 
Una  prima lettura dei dati raccolti riguardanti le popolazioni Tag campione prese singolarmente, ha 
indicato che, com’è lecito aspettarsi, decidendo un valore iniziale di Q che man mano veniva 
incrementato fino a superare il numero di Tag presenti in una determinata popolazione, il numero di 
collisioni diminuiva fino ad un completo riconoscimento di tutti i Tag e, nel caso di valori molto alti 
del Q iniziale, senza ulteriori variazioni del  parametro di slot-count.  
Viceversa, diminuendo quel valore si arrivava fino ad una soglia superata la quale il sistema non 
riusciva ad ottenere un inventario completo di tutti gli oggetti presenti, in quanto il numero di slot 
generato risultava sempre insufficiente per ottenere delle comunicazioni esenti da collisioni per un 
tempo di simulazione ragionevolmente lungo. 
Nei casi intermedi a queste due situazioni estreme, veniva restituito un numero di slot che era tanto 
più grande quanto più basso era il valore iniziale di Q. 
 
Successivamente abbiamo messo a confronto tutte le popolazioni Tag prese come campione 
osservando, fissato un valore di Q iniziale, il numero di slot necessari a riconoscere ognuna di esse.  
Nei grafici si osserva che per valori piccoli di Q il sistema non riesce a catalogare i Tag delle 
popolazioni più dense,  richiedendo un numero considerevole di slot rispetto al valore iniziale se 
questo si discosta molto dal numero di Tag presenti in una certa popolazione. Ad esempio abbiamo 
mostrato che per un valore di Q pari a 3 vi era una notevole differenza tra gli slot necessari al 
riconoscimento di 10 Tag rispetto a quelli necessari al riconoscimento di 50 Tag. Ciò è in linea con 
la teoria in quanto il sistema ha molte più difficoltà nell’allocare un numero elevato di Tag in un 
frame piuttosto piccolo, e quindi deve modificare il valore di partenza specificato molto più spesso 
di quanto non accada con insiemi meno densi. 
Incrementando il parametro di slot-count fino a soddisfare i requisiti minimi richiesti per 
riconoscere tutti i Tag con un numero esiguo di collisioni (possibilmente anche zero) non abbiamo 
notato solamente una riduzione di quest’ultime con la conseguente riduzione del numero di volte in 
cui era necessario cambiare Q ed incrementare il numero di slot, bensì una convergenza verso una 
dimensione del frame di partenza che metta il sistema in condizione di effettuare un inventario con 
un numero basso o addirittura nullo di collisioni, dimostrando ancora una volta che, in linea con la 
teoria, specificando un valore di Q in modo tale da ottenere un numero di slot sufficientemente 
grande, si riesce a fare in modo che i Tag evitino il più possibile l’esecuzione di comunicazioni 
contemporanee, riducendo di fatto la probabilità che avvenga una collisione. 
 






A. Implementazione completa del modello in ScicosLab 
In questa sezione riportiamo l’implementazione dettagliata del modello costruito nel tool di 
sviluppo ScicosLab (Capitolo 3). Descriveremo dapprima i blocchi in termini generali 
evidenziando i vari collegamenti ed il funzionamento del sistema. Successivamente passeremo 
ad esaminare in dettaglio i super blocchi di Reader, Tag e le varie componenti che ne 
implementano le funzioni. 
 
 
A.1 Panoramica  
 
Figura A.1  Un modello di sistema RFID con un Reader ed un Tag 
 
In Figura A.1 è riportato un modello di sistema RFID che consta di un Reader, un Tag, un canale di 
comunicazione Reader-to-Tag per l’invio dei comandi ed un canale di comunicazione Tag-to-
Reader per l’eventuale ricezione dei dati inviati dalla popolazione Tag. 
Il Reader è connesso col  blocco A.W.G.N che implementa di fatto il canale di comunicazione, 
inserendo un disturbo del segnale ai dati in uscita che poi vengono inviati al Tag. Questi per l’invio 
delle risposte utilizza ancora il blocco suddetto che viene collegato alle due entrate presenti sul 
Reader.  Completano il quadro generale la costante che specifica Q ed i due activation clock che 
inviano eventi rispettivamente per i blocchi che implementano il lato client e server del protocollo e 
per i blocchi aventi il compito di raccogliere i bit in arrivo dal canale oppure la loro serializzazione 




Il primo dei due activation clock ha un periodo pari ad “1”, cioè attiva un blocco ogni unità di 
tempo che può o meno corrispondere allo step di simulazione. Il secondo clock invece si occupa di 
generare eventi ogni 1/nBit unità di tempo: in questo modo si permette la raccolta degli nBit in 
arrivo dal canale prima di attivare i blocchi che necessitano di questi valori per poter operare 
correttamente. 
Il Context di un tipico modello, come abbiamo già accennato nel Capitolo 3, contiene 
essenzialmente alcuni parametri d’inizializzazione che vengono utilizzati all’interno dei vari blocchi. 
Essi sono: 
• nTag : numero di Tag nel sistema, 
• nReader:  numero di Reader nel sistema, 
• nBit:  numero di bit nel sistema, 
• psk: numero di stati dei modulatori/demodulatori,  
• T1:  periodo di tempo che trascorre prima che il reader invii un NAK non avendo ricevuto 
risposte, 
• T2:  tempo di attesa del Tag prima di ritornare allo stato di Arbitrate, 
• h:  valore iniziale di EPC, che come discusso nel Capitolo 3 si rivela utile nella costruzione 





Il Reader (Figura A.2) è un super blocco costituito dalle seguenti porte: 
- due porte di input denominate “1” e “2”, le quali sono connesse al canale di comunicazione 
che viene utilizzato dal Tag per l’invio dei dati, 
- una porta di input “3” alla quale è connesso il valore iniziale di Q, rappresentato in Figura 
A.1 dal blocco costante, 
- due porte di input (in rosso) che rappresentano gli eventi provenienti dai due activation 
clock di cui sopra, 
- due porte di output che verranno connesse al canale di comunicazione per l’invio dei 
comandi alla popolazione Tag. 
 
Il blocco “M-PSK Demodulator” (rappresentato in Figura A.2 con M=5) si occupa della codifica 
dei dati ricevuti, che poi sono inviati al modulo “Serial-to-Bus converter” il quale si occupa della 
raccolta dei bit in arrivo ed è quindi attivato ogni 1/nBit unità di tempo. 
Raccolti gli nBit questi sono convertiti in formato vettoriale ed inviai in output al blocco Demux 
che discrimina tra “Header-Bit” e “Dati” basandosi sul numero di componenti che il programmatore 
decide su ognuno dei suoi due output.  
Se ad esempio abbiamo specificato nBit = 20 e vogliamo che l’Header sia di 1 bit ed il resto dei dati 
occupi i restanti 19, l’output del Demux deve essere inviato a due blocchi: 
- il primo  accetta come input un vettore costante di dimensione “1, 




Figura A.2 Diagramma del Reader 
 
78  
I due output del Demux in questo caso vengono inviati al blocco EPCglobal per quanto riguarda 
l’Header e al blocco Bin2Dec per la parte dati.  
Continuando a leggere il diagramma di Figura A.2 notiamo che i dati vengono successivamente 
convertiti in valore decimale attraverso Bin2Dec e poi connessi alla porta “3” del blocco EPCglobal. 
 
I dati in uscita da EPCglobal (descritto nel paragrafo successivo) sono: 
- comando da inviare al Tag sulla porta “1”, 
- dati da inviare al Tag sulla porta “2”, 
- eventuale EPC inviato dal Tag sulla porta “3”, che viene connessa al blocco tagResponse, 
responsabile del conteggio dei Tag riconosciuti, 
- numero di slot e numero di cambiamenti di Q sulla porta “4”, rappresentata da un vettore di 
dimensione 2 che viene connessa al blocco “Result” il quale prende i valori in ingresso alla 
fine della simulazione. 
 
Il comando e i dati da inviare al Tag vengono convertiti in binario mediante Dec2Bin ed uniti da un 
blocco “Mux”, il quale crea una stringa di bit che verrà successivamente passata al blocco “Bus-to-
Serial” che di fatto serializza i dati in ingresso inviandoli al modulatore PSK. Anche questo blocco 
è attivato ogni 1/nBit. 
 
 
A.2.1  Blocco EPCglobal 
EPCglobal è intuitivamente il blocco dedicato all’implementazione del lato “Reader” del protocollo. 
E’ costruito utilizzando scicosblk, specificando (Figura A.3): 
- tre entrate di tipo [1,1],  
- quattro uscite di cui 3 di tipo  [1,1] e la restante di tipo [2,1], 
- una porta evento per l’attivazione da parte dell’activation clock (ogni unità di tempo), 
- alcune variabili dello stato discreto in cui salvare le informazioni necessarie. 
 























function [blk] = EPCglobal(blk,flag) 
 
  //initialisation 
  if flag==4 then 
 
  blk.z(2) = blk.inptr(1)(1); //init Q 
  blk.z(3) = 0; //EPC 
  blk.z(6) = 0; //RN16 
  blk.z(8) = 0; //time 
  blk.z(10) = 0; //last command 
  blk.z(11) = 2^blk.inptr(1)(1);  //slot counter, init value = 2
Q-init 
  blk.z(12) = 0; //QChange 
 
  blk.z(1) = 1;  //QUERY State 
  blk.z(5) = 1; //init flag 
 
  //output fixed point 
  elseif flag==6 then 
 
  //output computation 
  elseif flag==1 then 
 
   //if reader recognizes an answer, reader sends ACK 
   if blk.z(1) == 3 & ~blk.z(10) == 3 then 
        blk.outptr(1)(1) =3; 
        blk.outptr(2)(1) = blk.z(6); 
 
    //else query 
   elseif blk.z(1) == 1 then 
        blk.outptr(1)(1) = 1;     //this contains the command code     
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        blk.outptr(3)(1) = round(blk.z(2)); //new Q value 
 
    //else query-adjust 
   elseif blk.z(1) == 2 then 
        blk.outptr(1)(1) = 2;          
        blk.outptr(2)(1) = round(blk.z(2)); //new Q value 
 
   //else query-rep 
   elseif blk.z(1) == 4 then 
        blk.outptr(1)(1) = 4;          
        blk.outptr(2)(1) = round(blk.z(2)); //new Q value 
 
   //else  NAK 
   elseif blk.z(1) == 5 then 
        blk.outptr(1)(1) = 5;          
        blk.outptr(2)(1) = 0;  
  else 
        blk.outptr(1)(1) = 0; 
        blk.outptr(2)(1) = 0; 
  end 
 
   blk.outptr(3)(1) = blk.z(3);  //send last EPC found (it can be “0” if no EPC was found) 
   blk.outptr(4)(1) = blk.z(11);   //#slots 
   blk.outptr(4)(2) = blk.z(12);  //Q-count 








  //discrete state computation 
  elseif flag==2 then 
 
   blk.z(9) = blk.z(9) + 1; //step 
   blk.z(10) = blk.z(1);   //last command 
 
 //blk.z(4) contains: 
// 0. if there isn't no tag response 
// 1. if a tag response is valid 
// 2. if there is a collision 
 
 blk.z(3) = 0; //reset EPC 
 blk.z(4) = 0; //input flag 
 oldQ = blk.z(2);  //save the old Q 
 
 //bit-checker 
  if blk.inptr(2)(1) == 1 then 
      blk.z(4) = 1; 
  elseif blk.inptr(2)(1) > 1  then 
           blk.z(4) = 2; 
  end 
 
 //compute the new Q 
 if blk.z(4) >= 2  then C = 0.4; 
 else 








 if blk.z(4) == 0 then  
   blk.z(2) = max(0, blk.z(2) - C); 
  elseif blk.z(4) == 2 then  
      blk.z(2) = min(15, blk.z(2) + C); 
    end 
end 
 
 //if Qfp != Q then we need to change Q --> goto to QUERY-ADJUST 
if ~round(blk.z(2)) == round(oldQ) | (blk.z(4) == 0 & ~blk.z(1) == 3)  then  
        blk.z(1) = 2; 
        if   ~round(blk.z(2)) == round(oldQ)  & blk.z(4) == 2 then 
             blk.z(11) =  blk.z(11)  + 2^round(oldQ); 
             blk.z(12) = blk.z(12) + 1; 
        end 
 
elseif blk.z(4) == 1 then 
 
        if  blk.inptr(3)(1) > %scicos_context.nTag   then 
             blk.z(1) = 3; 
             blk.z(6) = blk.inptr(3)(1);  //save RN16 
        elseif ~blk.inptr(3)(1) == 0 & ~blk.z(6) == 0 &  blk.inptr(3)(1) <= %scicos_context.nTag  then 
                      blk.z(3) = blk.inptr(3)(1);  //save EPC 
                      blk.z(1) = 4; 
                      blk.z(8) = 0; //reset time 
                      blk.z(6) = 0; //reset RN16 






 elseif blk.z(1) == 3 then 
                blk.z(8) = blk.z(8) + 1; 
                if blk.z(8) == %scicos_context.T1 then  
                         blk.z(1) = 5; //goto NAK 
                         blk.z(8) = 0; //reset time 
                         blk.z(6) = 0; //reset RN16 
                end 
   else 
          blk.z(1) = 4;   //else goto QUERY-REP 
    end 
   
  //finish 
  elseif flag==5 then 






A.2.2  Blocco tagResponse 
Questo blocco mantiene, mediante l’inizializzazione di nTag variabili, un vettore di dimensione 
nTag inizializzato a zero.  Durante l’aggiornamento dello stato discreto riceve come input un EPC, 
e se il valore varia nell’intervallo [1… nTag] incrementa il corrispettivo contatore e controlla i 
valori contenuti nell’array: se tutti sono diversi da zero conclude che la popolazione Tag è stata 
riconosciuta completamente, ed invia in output un evento che viene raccolto dal blocco “STOP”, il 
quale sospende la simulazione.  
E’ costruito utilizzando scicosblk, specificando (Figura A.4): 
- una porta di input di dimensione [1,1], 
- una porta di output di dimensione [nTag, 1], 
- una porta “evento input”, 







Figura A.4  Parametri del blocco tagResponse 
 











function [blk] = tagResponse(blk,flag) 
 
  //initialisation 
  if flag==4 then   
   blk.z(2) = 0; //stop value 
 
  //output fixed point 
  elseif flag==6 then 
 
  //output computation 
  elseif flag==1 then 
 
  for i = 1:%scicos_context.nTag 
    blk.outptr(1)(i) = blk.oz(i); 
end 
 
  //discrete state computation 
  elseif flag==2 then 
 
     if   blk.inptr(1)(1) >0 & blk.inptr(1)(1) <= %scicos_context.nTag  then 
        blk.oz(blk.inptr(1)(1)) = blk.oz(blk.inptr(1)(1))  + 1; 
     end 
 
   stop = 1; 
    for i = 1: %scicos_context.nTag 
       if blk.oz(i) == 0 then 
          stop = 0; 
          break; 




     end //endfor 
 
   blk.z(2) = stop; 
 
 //event out 
  elseif flag == 3 then 
   
 if blk.z(2) == 0 then 
   blk.evout(1) = -1; 
else 
     blk.evout(1) = 0; 
 end 
 
  //finish 
  elseif flag==5 then 
 
 recognized = 0; 
 for i=1:%scicos_context.nTag 
  if blk.oz(i) > 0 then recognized = recognized+1; end 
 end 












A.2.3  Blocco Result 
Questo blocco viene attivato da tagResponse e quindi soltanto alla fine della simulazione. Il suo 
compito è compilare una tabella contenente lo stato finale in termini di: 
- numero Reader, 
- numero Tag, 
- numero Tag riconosciuti (utile nel caso in cui non si riesca a riconoscerli tutti), 
- numero slot individuati, 
- numero di cambiamenti di Q. 
Da notare che questo è un esempio di sciblk che non implementa l’output (si vedano il paragrafo 
3.2.2.3 e la Figura A.5). 
 
 





I valori di input sono il vettore di contatori contenuto in tagResponse e i due valori “numero slot” e 
“numero cambiamenti di Q” passati dal blocco EPCglobal. 
 
function [blk] = result(blk,flag) 
 
  //initialisation 
  if flag==4 then 
   blk.z(1) = mopen("tabella.txt", "w"); 
 
  //output fixed point 
  elseif flag==6 then 
 
  //output computation 
  elseif flag==1 then 
 
  //discrete state computation 
  elseif flag==2 then 
 
responses = 0; 
 
for i=1:%scicos_context.nTag 
    mfprintf(blk.z(1), "tag %d answers: %d\n", i,blk.inptr(1)(i)); 
 
    if blk.inptr(1)(i) > 0 then responses = responses + 1; 
    end 
end 
 





mfprintf(blk.z(1), "N.readers         N.tags         Q-changes        Responses       Unrecognized\n");  
mfprintf(blk.z(1), 
“ %d                 %d                  %d                    %d                     %d",  %scicos_context.nReader,       
%scicos_context.nTag, blk.inptr(2)(2), responses, unrecognized); 
 
mfprintf(blk.z(1), "\n #Slots = %d\n", blk.inptr(2)(1)); 
 
  //finish 
  elseif flag==5 then 
  mclose(blk.z(1)); 
























Il Tag (Figura A.6) è un super blocco costituito dalle seguenti porte: 
- due porte di input “1” e “2” che ricevono i dati dal canale di comunicazione, 
- due porte di output “1” e “2” che inviano i dati sul canale di comunicazione, 
- due porte evento per la sincronizzazione attraverso gli event clock. 
 
Il blocco “M-PSK Demodulator” (rappresentato in Figura A.6 con M=5) si occupa della codifica 
dei dati ricevuti, che poi sono inviati al modulo “Serial-to-Bus converter” il quale si occupa della 
raccolta dei bit in arrivo ed è quindi attivato ogni 1/nBit unità di tempo. 
Raccolti gli nBit questi sono convertiti in formato vettoriale ed inviai in output al blocco Demux 
che discrimina tra “Command-ID” e “Dati” basandosi sul numero di componenti che il 
programmatore decide su ognuno dei suoi due output.  
Dopo aver convertito il comando ed i dati in formato decimale utilizzando il modulo Bin2Dec, si 
inviano i valori restituiti al blocco tagCommand che implementa il diagramma a stati del Tag. 
Questo blocco restituisce zero se decide di non eseguire alcuna operazione, un RN16 se è il suo 
turno di risposta oppure l’EPC se il comando ACK ricevuto è valido. In tutti i casi i dati vengono 
inviati ad un blocco “Header” che antepone un bit “1” se riceve valori significativi e zero altrimenti. 
A questo punto un Mux costruisce la stringa di bit che verrà inviata al blocco Bus-to-Serial e quindi 








A.3.1  Blocco tagCommand 
Il blocco tagCommand è implementato utilizzando uno sciblk. Le impostazioni di questo blocco 
sono: 
- due porte di input di dimensione [1,1] corrispondenti al comando e ai dati in arrivo dal 
Reader, 
- una porta di output di dimensione [1,1] corrispondente ai dati che il Tag invia sul canale, 
- una porta evento di input per l’attivazione da parte dell’event clock, 
- uno stato discreto per memorizzare le informazioni necessarie. 
 
 






All’interno del blocco troviamo la funzione tagCommand che implementa il comportamento del 
Tag. 
 
function [blk] = sciblk(blk,flag) 
  //initialization 
  if flag==4 then   
  blk.z(1) = 1; //ready 
  blk.z(2) = 0; //slot counter 
  blk.z(3) = 0; //used for data storing 
  blk.z(4) = 0; //time 
  blk.z(5) = 0; //current Q 
  blk.z(8) = 0; //last command 
  blk.z(9) = 1 + blk.ipar(1); //EPC 
 
  //output fixed point 
  elseif flag==6 then 
 
  //output computation 
  elseif flag==1 then 
 
   myEPC = blk.z(9); 
 
  //if reply, backscatter a new RN16 
   if blk.z(1) == 2  & ~blk.z(8) == 2  then 
     blk.outptr(1)(1) = blk.z(3); 
   
   //if state == ACK backscatter the EPC 
    elseif blk.z(1) == 3   & ~blk.z(8) == 3 then 
         blk.outptr(1)(1) = myEPC; 
    else 
 
95  
        blk.outptr(1)(1) = 0; 
    end 
 
  //discrete state computation 
  elseif flag==2 then 
  
   blk.z(8) = blk.z(1); //last command 
 
   //remain in a state for T time period 
   if blk.z(1) == 2 | blk.z(1) == 3 then 
    blk.z(4) = blk.z(4) +1; //increase time T 
    if blk.z(4) == T2 then  
       blk.z(1) = 4; //return to arbitrate  
       blk.z(8) = 0; 
       if blk.z(2) == 0 then blk.z(2) = 2^15; //if slot counter == 0 reset slot counter to a max val. 
       end 
 
       blk.z(4) = 0;  //reset time T 
   end 
   end //check ack state 
 
  //receive NAK 
  if blk.inptr(1)(1) == 5 & ~blk.z(1) == 1 then  
     blk.z(1) = 4; 
     if blk.z(2) == 0 then blk.z(2) = 2^15; end 
 
  //receive QUERY  (state = ready) 
  elseif blk.inptr(1)(1) == 1 & blk.z(1) == 1 then 
  
       Q =  blk.inptr(2)(1); 
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       blk.z(5) = Q; 
 
       rn16 = modulo(round(100*rand()), 2^Q); 
       blk.z(2) = rn16; 
  
       if rn16 == 0 then  
              blk.z(1) = 2; //reply 
              blk.z(8) = 0; 
 
              blk.z(3) = %scicos_context.nTag + max(1, 
modulo(round(%scicos_context.nTag*10*rand()), 2^16)); //new RN16 
              blk.z(4) = 0; //reset time 
       else 
              blk.z(1) = 4; //arbitrate 
        end   
    //end query 
 
  //receive QUERY-ADJUST (state = ready | arbitrate | ack) 
   elseif blk.inptr(1)(1) == 2 & (blk.z(1) == 2 & blk.z(1) == 3 | blk.z(1) == 4) then 
 
   if blk.z(1) == 3 then blk.z(1) = 1;  
     else 
       Q =  blk.inptr(2)(1); 
 
       rn16 = modulo(round(100*rand()), 2^Q); //select random number 
       blk.z(2) = rn16; //store in slot-counter 
 
       if rn16 == 0 then  
              blk.z(1) = 2; //reply 




             blk.z(3) = %scicos_context.nTag + max(1, modulo(round(%scicos_context.nTag*10*rand()), 
2^16)); //new RN16               
             blk.z(4) = 0; //reset time 
        end 
   end 
   
    //end query-adjust 
 
  //receive QUERY-REP  (state = arbitrate | ack) 
   elseif blk.inptr(1)(1) == 4 & (blk.z(1) == 3 | blk.z(1) == 4) then 
 
      if blk.z(1) == 3 then blk.z(1) = 1;  
     else 
       blk.z(2) = blk.z(2) -1; //decrease slot-counter 
       if blk.z(2)== 0 then  
              blk.z(1) = 2; //reply 
              blk.z(8) = 0; 
              blk.z(3) = %scicos_context.nTag + max(1, 
modulo(round(%scicos_context.nTag*10*rand()), 2^16)); //new RN16              
              blk.z(4) = 0; //reset time 
        end   
     end 
    //end query 
  
    //receive ACK  (state = reply or ack) 
   elseif blk.inptr(1)(1) == 3 & (blk.z(1) == 2 | blk.z(1) == 3) then 
  if blk.inptr(2)(1) == blk.z(3) then 
                   blk.z(1) = 3; //go to ack 
                   blk.z(8) = 0; 
      else   
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        blk.z(1) = 4; //go to arbitrate 
        if blk.z(2) == 0 then blk.z(2) = 2^15; end 
      end      
         blk.z(4) = 0; //reset time 
   end 
 
  //finish 
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