An experiment was conducted to study the effectiveness of the cooperative learning approach to teaching CS1. The cooperative learning exercises, which used specific roles to focus students' attention on key concepts, were designed so they could be used in a variety of educational settings. Experimental results show that the benefits of cooperative learning clearly outweighed any possible losses due to reduced lecture time. These benefits were enjoyed by both male and female students, and by students from a variety of majors. Majority and minority students performed at approximately the same overall level when using the cooperative learning approach. There are indications that the educational benefits continue when students who had a cooperative learning experience in CS1 go on to CS2.
INTRODUCTION
This paper reports results from an educational experiment that compared a cooperative learning approach to CS1 with a traditional lecture-based approach. The application of cooperative learning in teaching Computer Science is not a new idea. However, our approach and experimental design have some innovative features, which are described in the following sections. Section 2 of this paper briefly reviews some of the previously published work on cooperative learning, and gives the motivation for the current study. The following sections describe our cooperative learning materials and the design and results of our experiment. Future work will include testing these cooperative learning materials in other educational settings; please contact us if you are interested in participating.
PREVIOUS WORK
Cooperative learning techniques have been applied with a wide variety of subject matter and a broad spectrum of populations. Good discussions of cooperative learning methods and research can be found in [5, 13, 14] . Accumulated evidence suggests that cooperative learning results in higher student achievement, more positive attitudes toward the subject, improved student retention, and a variety of other benefits [7, 13, 14] . It appears that the cooperative learning approach may be especially beneficial for women and members of under-represented minority groups [10, 14, 17, 20] .
A number of educators have studied the use of cooperative learning techniques in Computer Science courses [2, 3, 4, 8, 12, 15, 16, 19] . Anecdotal evidence indicates that instructors and students value cooperative learning experiences, and are pleased with the results. However, it has often been difficult to perform objective evaluations of the outcomes. Some of the difficulties arise from small course sizes, differences in student and instructor preparation, and possible changes in course content and standards over a period of years. (See, for example, [2] and [16] .)
Many previous efforts to apply cooperative learning in Computer Science courses involved dividing students into small groups to work on programming problems or laboratory exercises. Instructors using this approach expect that students will learn from each other as they work cooperatively on an assignment. However, the problems or exercises being used can often be completed by individual students, without actually working together as a group in a structured way. A similar observation can be made concerning pair programming [9, 18] , in which roles are generic rather than being related to the specific problem to be solved. Most theories of cooperative learning hold that the learning process is improved when cooperative learning tasks are designed to involve an interdependent group of students, with a structured division of group responsibilities into roles [6, 13, 14] .
In our previous work [1] , we designed exercises that assigned specific roles to group members. We conducted an experiment in which students met in a traditional lecture setting for two class periods per week. During the third class meeting, students in the experimental group did cooperative learning exercises while students in the control group did whole-class discussion and question/answer activities.
The results of this experiment indicated that there were substantial educational benefits for the Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. students who used the cooperative learning approach. There were also indications that cooperative learning was especially beneficial for women and non-white students.
However, our previous project had a number of limitations. Students in the experimental and control groups spent the same amount of time in lectures. In a more realistic situation, spending class time on cooperative learning activities would require spending less time in lectures. It is important to examine whether or not this trade-off of class time is beneficial. In addition, the cooperative learning activities in our previous experiment were led by the principal investigator for the project. This raises the possibility of instructor-related effects, as well as the possibility that students might have been responding to receiving special attention. Finally, the exercises were designed to be used in one specific way (a separate class meeting of one hour per week), with the course material being presented in one specific sequence. Because of this relatively rigid structure, it might have been difficult to implement the exercises in a different type of course.
The cooperative learning exercises and educational experiment described in this paper were designed to address some of these limitations in our previous work.
DESIGN OF THE EXERCISES
Our cooperative learning exercises are similar in some ways to those that were used in our previous study [1] . For example, in many exercises specific roles are assigned to students in order to focus attention on the most important concepts being studied. However, the set of exercises has been expanded and revised so that they can be used in a variety of different sequences and educational settings. The preliminary exercises provide an introduction to the most fundamental concepts of programming. Another group of exercises focuses on the syntax and semantics of statements in the Java language. There are also exercises that introduce important approaches to problem solving, such as selecting appropriate data and control structures, designing and implementing methods and classes, and using pseudocode. Testing and debugging are significant parts of almost every exercise. However, there is also a separate group of exercises that focus on techniques such as separate testing of methods and generation of test cases based solely on the problem specification.
Another significant modification is the use of two recurring problem contexts throughout the set of exercises: the "Karel the Robot" world [11] and a ticket-selling application. These problem contexts are used to introduce most of the fundamental concepts to be studied, and to allow students to practice using newlylearned concepts in a familiar setting before they go on to apply them in other environments.
For example, the first exercise presents a problem in the Robot world, and a program to solve that problem. (Because students do not know any programming languages yet, the program is expressed in a simple graphical form.)
Students work cooperatively to execute this program. As they do this, one person simulates the operation of the robot, receiving messages that command the robot to move or ask questions about its environment. Other students read various parts of the program, one step at a time, passing control to each other and sending messages to the student who is simulating the robot. After students have successfully executed the program and understand how it works, they are shown the same program in Java syntax. Even though they have not yet learned to write Java, they find that they can read and make sense of the Java statements.
The program in this exercise works correctly when students execute it with the starting situation that is specified. However, there are other situations in which the program does not work properly. Students are challenged to work cooperatively to find these situations, to think about the process they used to find them, and to suggest changes to fix the errors in the program. During this phase of the exercise, most groups have insightful discussions about strategies for looking for errors. This first exercise introduces a variety of central topics that students will revisit later in the course: step-by-step program execution, decision making, loops, objects, methods, and debugging -all during the first week of class. Even more important, the students gain experience working together to solve a non-trivial problem that requires creative thought.
In later exercises, students return to the simulated Robot world to practice using the new Java concepts they have learned, before going on to apply them in less familiar settings. The ticket-selling problem context is used in a similar way. (Many students already have some experience using online ticketing systems, and enjoy getting some insight into how such systems might work.)
METHODOLOGY
Our educational experiment involved two different sections of our CS1 course in the Spring Semester, 2007. In the experimental section, students worked on cooperative learning exercises for 30 to 45 minutes during almost every 75-minute class meeting; the remainder of class time consisted of mini-lectures, administrative topics, and general class discussions. The comparison section was taught in a traditional lecture-based format, with some time spent on questions and general class discussions. The instructor for the comparison section had regularly taught CS1 in this lecture-based format for the past nine years. The instructor for the experimental section had taught CS1 in a lecture-based format for two semesters; she also taught using a similar version of the cooperative learning materials during one previous semester.
Students were not randomly assigned to the experimental and comparison sections; they enrolled for the section that best fit their schedules. However, the two sections were similar on general measures of academic performance such as GPA and SAT scores. Table 1 shows the distribution of students in the sections Table 2 shows the distributions of students by gender and by ethnicity (as reported by the students during registration). The experimental and comparison sections met at different times, and had different (although similar) lab assignments and midterm exams. Our analysis in this experiment focused on the final exam for the course, which was taken by all students from both sections at the same time. The instructors for the two sections collaborated in writing and refining the questions on this final exam. Care was taken to ensure that the exam did not give students from either section any special advantage. For example, none of the exam questions were similar to problems that had been discussed in one section but not in the other. None of the questions referred to the standard problem contexts that were used in the cooperative learning exercises. The students from both sections received the same sample exams and review materials in preparation for the final exam. In order to avoid any possible unconscious bias in grading, we obscured the students' names and mixed the exam papers from the two sections together before scoring them.
The final exam consisted of 8 multiple-choice questions and 10 free-response questions, which are described in more detail in the following section of this paper. In order to improve uniformity of scoring, we developed a rubric for assigning credit to answers on the free-response questions on a scale of 0 to 9 points. Scores on the rubric were defined according to key elements of each question -for example, whether an appropriate control structure was selected or whether a method header was correctly constructed. Figure 1 shows the distribution of final exam scores in the experimental and comparison sections. Each multiple choice question was worth one point for a correct answer, and each freeresponse question was worth from 0 to 9 points, using the rubric previously described. Thus the maximum possible score was 107 points. The mean exam score was 58.9 for the comparison section and 73.5 for the experimental section. This difference in means is statistically significant (t = -3.75, p < .01).
EXPERIMENTAL RESULTS
There were three students in each section who did not take the final exam; one other student from the experimental section is not represented in Figure 1 because a defective exam paper prevented meaningful scoring on one of the questions.
Figure 1. Distribution of final exam scores.
In an effort to better understand the differences in total score, we examined the students' scores on individual exam questions. For analysis purposes, we divided the free-response questions into three categories, as shown in Table 3 . Code Tracing questions asked the student to show the results that would be produced by executing a given Java code segment or program. Code Writing questions asked students to write Java code according to a given specification, to fill in blanks to complete partially written code, or to modify given code to perform a different function. There was also one Test Planning question, which asked students to devise a set of input values that would thoroughly test a given piece of code relative to its specifications. We used the MannWhitney test for statistical significance, because the distribution of scores on many of the individual questions did not satisfy the assumptions for using a t-test.
In general, students from the two sections performed about equally well on the simpler types of questions (Code Tracing and Test Planning). However, students from the experimental section performed better than the comparison group on the most difficult of these questions (Question 17), which involved tracing the execution of a main program and a relatively complex invoked method. The experimental section also did significantly better on the Code Writing questions. The single exception was Question 18, for which the difference between the two sections was not statistically significant. This may have been because Question 18 was quite similar to a question on the practice exam, and was a member of a class of problems that students had practiced extensively during the review sessions.
As Figure 2 shows, students from almost all majors appear to have benefited from the cooperative learning approach. The greatest benefits seem to have been for students majoring in Computer Science, Engineering, and Mathematics (please see Table 1 for definitions of the categories).
The differences between experimental and comparison sections are not statistically significant for the individual categories shown, because of the small numbers involved. However, the difference is significant for major categories C, E, and M combined (t = -3.31, p < .01). Table 1 ).
Both male and female students achieved higher mean exam scores using the cooperative learning approach (Figure 3) . The differences between experimental and comparison sections are statistically significant (t = -2.65, p = .01 for males and t = -3.12, p < .01 for females).
As Figure 4 shows, students from all ethnicities achieved higher mean scores in the experimental section. (Please see Table 2 for the definition of the ethnicity categories.) The difference between the experimental and comparison sections approaches statistical significance for white students (t = -1.90, p = .07). The difference is not significant for the other categories (some of which contain very small numbers of students); however, the consistent improvement across categories is worth noting. The difference between sections is significant for all non-white students combined (category NW: t = -2.85, p < .01).
As the last three columns in Figure 4 show, white and non-white students in the experimental section achieved approximately the same average exam scores. The difference between white and non-white students approaches statistical significance for the comparison section (t = -2.00, p = .05), but is not significant for the experimental section (t = -0.28). This must be interpreted with caution, because the overall ethnic composition of the two sections was different and because an ethnicity by section ANOVA did not detect significantly different benefits for white and non-white students. However, it is an interesting and potentially important result that deserves further investigation. Table 2 ).
One critical question is whether or not students who use the cooperative learning approach in CS1 continue to perform at a higher level in subsequent courses. Preliminary results suggest that the benefits from cooperative learning do continue, at least in CS2. Table 4 shows the mean scores on CS2 midterm exams in Spring 2007 for students who took cooperative-learning and lecture-based versions of CS1 in Fall 2006. One reason for the difference in means is that there were very few low exam scores in the CS1 cooperative-learning group. For example, all 12 students from this group scored 90 or above on Midterm 2. In contrast, 11 students from the lecture-based group scored below 90, including 4 scores that were below 70. This difference is statistically significant (χ 2 = 7.14, p < .01). In addition, all of the students in this CS2 course who had taken the cooperativelearning version of CS1 passed CS2; in contrast, 3 of the 29 students who had taken the lecture-based CS1 did not pass CS2. 
CONCLUSIONS AND FUTURE WORK
In our previous study [1] , students met in a traditional lecture setting for two class periods per week. During the third class meeting, students in the experimental group did cooperative learning exercises while students in the control group did wholeclass discussion and question/answer activities. Thus both groups of students received the same amount of lecture time during the course. The students who did the cooperative learning exercises scored, on average, 13% higher on the final exam than did the students from the control group.
In the experiment reported in this paper, the experimental section spent much less time than the comparison group in lectures. Cooperative learning exercises were the main focus of the experimental section. The benefits for the cooperative learning students were clearly greater using this approach: their average final exam score was 25% higher than the average for the comparison section. This strongly indicates that the cooperative learning approach more than made up for any losses that might have been due to the reduction in lecture time.
Our plans for the future include replication of the experiment with another group of students, and a more detailed analysis of results on exam questions. We plan to use a scoring rubric that measures important factors in the solution process -for example, whether students recognize key steps that are required to solve a problem. We will continue to track students' performance in CS2 and later courses, examining their scores on various types of exam questions and programming assignments in order to see whether there are continuing benefits from the cooperative learning experience in CS1.
The cooperative learning sections in our two experiments were taught by different instructors. This suggests that the improved exam performance of the cooperative learning students was due to the approach itself, not to the instructor. However, we note that the type of CS1 course and the underlying student population was the same in both of our experiments. It is very important to validate these results by studying the cooperative learning approach and materials when they are used by instructors with different populations of students, and in different educational environments. These studies should include larger numbers of women and minority students, in order to further investigate our indications of special benefits to students in these categories.
