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Abstrakt
Tato diplomová práce popisuje optimalizování implementace jazyka Kreatrix.Mezi hlavní
optimalizace patrˇí inline cache, JIT prˇekladacˇ a optimalizace zpracování bytekódu. Sou-
cˇástí práce je také prˇehled používaných optimalizacˇních technik u objektoveˇ orientova-
ných jazyku˚, popis implementace profilovacího modulu a srovnání rychlosti Kreatrix
s implementacemi Pythonu, Ruby, PHP a Io.
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Abstract
This thesis focuses on the optimalization of implementation of the Kreatix language.
Main optimalizations are inline cache, JIT compiler and optimalization of bytecode pro-
cessing. The paper further contains overview of optimalization techniques for object ori-
ented languages, description of profilingmodule implementation, and speed comparison
of Kreatix and implementations of Python, Ruby, PHP and Io.
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Seznam použitých zkratek a symbolu˚
API – Application Interface
ASCII – American Standard Code for Information Interchange
CLOS – Common Lisp Object System
CPU – Central Processing Unit
HTML – Hyper Text Markup Language
JIT – Just-In-Time
JVM – Java Virtual Machine
LLVM – Low Level Virtual Machine
RISC – Reduced Instruction Set Computing
SGF – Smart Game Format
SVG – Scalable Vector Graphic
VM – Virtual Machine
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51 Úvod
Tato práce se zabývá tématem optimalizace implementace jazyka Kreatrix. Kreatrix je
dynamický objektový jazyk, který vznikl jako má bakalárˇská práce. Po jejím dokoncˇení a
obhájení jsem ve svém volném cˇase na jazyku dále pracoval. Práce byla zameˇrˇena prˇede-
vším na funkcˇnost a oveˇrˇení konceptu. Z tohoto du˚vodu byl kladen du˚raz na co nejjed-
nodušší a snadno upravitelnou implementaci. Cílem této práce není obrátit vývoj prˇesneˇ
opacˇným smeˇrem. Du˚ležitým faktorem stále zu˚stává relativneˇ jednoduchá implemen-
tace. Základní principy se již ale celkem stabilizovaly, takže má smysl úprava implemen-
tace s ohledem na výkon.
Cílem této práce je zefektivnit beˇh programu˚ napsaných v jazyce Kreatrix. Cílem není
upravit návrh jazyka tak, aby byl lépe optimalizovatelný. Uživatel jazyka by meˇl mít
k dispozici stále všechny vlastnosti a abstrakci, jakou poskytovala implementace prˇed
zavedením optimalizací.
Vzhledem k tomu, že Kreatrix je dynamický jazyk s velkoumírou abstrakce, je obtížné
využívat techniky optimalizace známé ze staticky kompilovaných jazyku˚. Kreatrix je ob-
jektový orientovaný jazyk s objekty založenými na prototypech a deˇdicˇností rozdílností,
cˇímž se liší od veˇtšiny nejznámeˇjších objektových jazyku˚. Z toho du˚vodu jsem musel neˇ-
které optimalizacˇní postupy upravit. Nejvýrazneˇji se to projevilo prˇi implementaci inline
cache.
Prˇi zahájení práce jsem nejprve vytvorˇil sadu testu˚, abych mohl meˇrˇit zlepšení jed-
notlivých optimalizací (kapitola 5). Poté jsem se pomocí profileru snažil odhalit slabá
místa a pomocí rˇady menších cˇi veˇtších zmeˇn odstranit nejvážneˇjší výkonnostní pro-
blémy. Zmeˇny byly v rozsahu od drobných zmeˇn v základní knihovneˇ až po veˇtší zmeˇny
v alokaci objektu˚. Veˇtšina teˇch významneˇjších zmeˇn je uvedena v této práci. Po teˇchto
základních úpravách prˇišlo na rˇadu více experimentování a komplexneˇjší optimalizace.
Jedná se o inline cache (kapitola 7), rozšírˇené instrukce (kapitola 8.2) a JIT prˇekladacˇ (ka-
pitola 9).
Veˇtšina optimalizací je zameˇrˇena na rychlost provádeˇní programu. Pameˇt’ovou ná-
rocˇnost jsem sledoval pouze druhotneˇ, aby nedošlo k razantnímu náru˚stu spotrˇeby pa-
meˇti.
Soucˇástí této práce je také modul profiler (kapitola 10), který slouží k profilování
programu˚ vytvorˇených v Kreatrix. Díky tomuto modulu má uživatel jazyka možnost
snadneˇji najít výkonnostneˇ slabá místa ve svém programu.
1.1 Oznacˇení verzí
Prˇed vznikem této práce byla dokoncˇena verze 0.10.0. Jako referencˇní verzi pro srovnání
celkového prˇínosu používám verzi 0.10.1. Tato verze obsahuje oproti verzi 0.10.0 jen neˇ-
kolik oprav a drobných vylepšení, které nemají vliv na výkon.
Verze 0.11.0 obsahuje všechny základní optimalizace. Jedná se prˇedevším o optima-
lizace s cachováním objektu˚ a mnoho dalších, pomeˇrneˇ jednoduchých úprav. Ve verzi
0.12.0 jsou zahrnuty dveˇ komplexneˇjší optimalizace: rozšírˇené instrukce a inline cache.
Výkonnostní srovnání mezi teˇmito veˇtvemi je možné nalézt v záveˇru (kapitola 13).
62 Jazyk Kreatrix
Jazyk Kreatrix vznikl jako jazyk urcˇený k implementaci serveru pro online hru. To ovliv-
nilo myšlenky a paradigmata, které byly prˇi návrhu jazyka použity. Prˇesto však návrh
vždy zohlednˇoval použití Kreatrix jako víceúcˇelového jazyka.
Snažil jsem si vzít dobré myšlenky z jazyku˚, které považuji za kvalitní a sloucˇit tyto
nápady v nové podobeˇ, v jaké jsem je nenacházel. Konkrétneˇ se jedná o jazyk s prototypo-
vými objekty, deˇdicˇností rozdílností a se syntaxí Smalltalku. Zárovenˇ by meˇla mít imple-
mentace formu podobnou Pythonu, tedy malá VM s funkcˇností rozloženou do modulu˚
a silnou podporou pro využití externích knihoven. Tedy bez „image“, kterou implemen-
tace Smalltalku cˇasto mají. Následující seznam obsahuje cˇtyrˇi jazyky, kterými jsem byl
nejvíce inspirován: Io1, Self2, Smalltalk3 a Python4.
Tato kapitola obsahuje krátký popis jazyka Kreatrix. Podrobneˇjší popis sémantiky,
syntaxe a historie vzniku Kreatrix je možné nalézt v mé bakalárˇské práci[1]. Další infor-
mace jsou dostupné také na stránkách projektu: http://www.kreatrix.org.
Strucˇný výcˇet charakteristik jazyka Kreatrix:
• Cˇisteˇ objektoveˇ orientovaný jazyk (všechno je objekt)
• Objektový model založený na prototypech (neexistují trˇídy)
• Komunikace mezi objekty pouze pomocí zpráv
• Dynamicky typovaný
• Podpora výjimek
• Virtuální stroj implementován v C
• Podpora dynamického nacˇítaní modulu˚
• Kompilace do bytekódu
2.1 Základní principy fungování Kreatrix
V této podkapitole je strucˇneˇ rozebrán základní koncept objektu˚, slotu˚ a zpráv v Kreatrix.
Bližší detaily je možné nalézt na http://www.kreatrix.org/documentation.
2.1.1 Prototypový model
Jazyk Kreatrix patrˇí mezi prototypové objektové jazyky. Díky tomu se pojetí objektu˚ liší





7V jazycích se trˇídami jsou základem fungování dveˇ entity: trˇída a objekt. Trˇída drží
spolecˇné vlastnosti objektu˚, které jsou instancemi dané trˇídy. Objekt samotný pak nese
jen svá instancˇní data a ukazatel na svou trˇídu.
V jazycích s prototypy existuje jen jedna entita: objekt. Každý objekt je plneˇ samo-
statný, bez závislosti na trˇídeˇ. Objekt mu˚že obsahovat žádný, jeden nebo více rodicˇov-
ských slotu˚. Každý rodicˇovský slot obsahuje referenci na další objekt. Pokud je objektu
zaslána zpráva, kterou samotný objekt neumí zachytit, je využit rodicˇovský slot. V ob-
jektech, na které mírˇí rodicˇovské sloty, se vyhledáváním do hloubky hledá objekt, který
zprávu zachytí.
Pomocí tohoto mechanismu je možné vytvárˇet objekty, které drží spolecˇné chování
pro ostatní. Oproti ukazateli na trˇídu je rodicˇovský slot volneˇjší vazba a nijak neurcˇuje
obsah samotného objektu. Rodicˇovské slotymohou být za chodu kdykoli prˇidávány nebo
odebírány.
2.1.2 Zasílání zpráv
Z pohledu programátora v Kreatrix obsahuje objekt tabulku slotu˚ a seznam rodicˇovských
slotu˚. Slot slouží jednak jako instancˇní promeˇnná, ale také jako místo pro uložení metod.
Každý slot má své jméno a hodnotu (referenci na objekt).
Veškerá komunikace mezi objekty se deˇje pouze pomocí zasílání zpráv. Každá zpráva
má jméno a seznam parametru˚. Když dojde k zaslání zprávy objektu, nejprve probeˇhne
vyhledání slotu. V objektu, který je cílem zprávy, se hledá slot se stejným jménem, jako
má zpráva. Pokud je slot nalezen, je hledání u konce. Pokud nalezen není, pokracˇuje se
rekurzivneˇ hledáním v rodicˇovských slotech.
Pokud je slot nalezen, je vybrán objekt ze slotu. Je-li tento objekt aktivovatelný (naprˇí-
klad metoda), jsou prˇedány parametry ze zprávy a objekt je spušteˇn. Objekt, který je vý-
sledkem spušteˇní aktivovatelného objektu, je také výsledkem zaslání zprávy. V prˇípadeˇ,
že objekt ve slotu není aktivovatelný, je výsledkem zprávy prˇímo tento objekt. Pokud
není nalezen slot se jménem zprávy, je objektu zaslána zpráva doesNotUnderstand a
pokud není nalezen ani tento slot, je vyhozena výjimka.
2.1.3 Deˇdicˇnost rozdílností
Nový objekt vzniká „naklonováním“ neˇjakého existujícího objektu. Noveˇ vytvorˇený ob-
jekt nemá žádné vlastní sloty. Má pouze jeden rodicˇovský slot nastavený na objekt, ze
kterého byl naklonován.
Protože je nový objekt prázdný, tak nemá jak zachytit zprávy, a proto hledání slotu˚
vždy prˇejde do rodicˇe. Objekt proto reaguje na všechny zprávy stejneˇ jako rodicˇ. Pokud
je do objektu vložen slot X, tak objekt bude opeˇt reagovat na všechny zprávy jako rodicˇ,
kromeˇ zprávy X.
Toto je podstatou deˇdicˇností rozdílností (differential inheritance). V objektu je zane-
sen rozdíl, kterým se liší od objektu v rodicˇovském slotu. Noveˇ naklonovaný objekt má
mít stejné chování jako rodicˇ, neexistuje tedy žádný rozdíl, proto je nový objekt prázdný.
8Obrázek 1: Ukázkové schéma objektu˚ v Kreatrix
Pokud se má pak tento objekt lišit v reakci na zprávu X, tak je do neˇj zanesen nový slot,
tedy rozdíl vu˚cˇi rodicˇi.
V jazycích se trˇídami funguje podobný princip v deˇdeˇní metod ve trˇídách. V jazycích
s prototypy však toto mu˚že fungovat na úrovni obsahu samotných objektu˚. Toto cho-
vání je výhodné, pokud existuje velké množství klonu˚ neˇjakého objektu, které se však
od rodicˇe liší minimálneˇ nebo vu˚bec. V prˇípadeˇ jazyka s trˇídami má každá taková in-
stance objektu všechny instancˇní promeˇnné bez ohledu na to, jestli se liší od inicializacˇní
hodnoty nebo ne. V Kreatrix budou nést tyto objekty pouze sloty se zmeˇnou.
Jazyk Kreatrix byl navržen pro implementaci herního sveˇta a zde nachází tato vlast-
nost dobré uplatneˇní, protože v mapeˇ se pohybuje cˇasto spousta podobných objektu˚,
které se liší trˇeba jen jménem a pozicí. Prˇestože jsou ostatní vlastnosti veˇtšinu cˇasu na
pu˚vodní hodnoteˇ, tato hodnota se mu˚že kdykoliv zmeˇnit.
2.1.4 Prˇíklad
Tato podkapitola obsahuje ukázku, jakmu˚že vypadat jednoduchá struktura objektu˚ v Kre-
atrix. Prˇíklad se týká situace, která je zachycena na obrázku 1. Trˇi objekty jsou zobrazeny
detailneˇji, u ostatních jsou zanedbány tabulky slotu˚ a rodicˇovské sloty.
V prˇíkladu je zobrazen objekt PointProto, který slouží jako prototyp pro body v dvou
rozmeˇrném prostoru. Objekty point1 a point2 jsou pak klony PointProto.
Pokud pošleme objektu point1 zprávu x nebo y, jsou prˇíslušné sloty nalezeny hned
v samotném objektu a jsou vráceny nalezené objekty. Pokud pošleme zprávu print, pak
tato zpráva již v objektu point1 není zachycena a hledání pokracˇuje v rodicˇovském slotu.
Zde je již slot print nalezen. Protože je ve slotu metoda, tedy aktivovatelný objekt, tak
je metoda provedena a je vypsáno „5,2“.
Objekt point2 se liší tím, že v neˇm nedošlo ke zmeˇneˇ sourˇadnice y, a proto nemá tento
slot. Pokud je mu zaslána zpráva y, tak je výsledek nalezen v rodicˇovském objektu. Tedy
po zpráveˇ print reaguje point2 vypsáním „7,0“.
92.2 Ukázkové prˇíklady kódu
Tato podkapitola obsahuje neˇkolik jednoduchých ukázek kódu. Bližší popis syntaxe a
sémantiky je možné nalézt v mé bakalárˇské práci nebo na webových stránkách projektu.
2.2.1 Základní konstrukce
Neˇkolik jednoduchých prˇíkladu˚ pro použití cyklu a podmínky:
(x < 3) ifTrue: [ doSomething. ].
list foreach: [ :each | each println ].
10 to: 20 do: [ :i | i println ].
2.2.2 Jednoduché klonování objektu
Vprˇíkladu je vytvorˇen nový objekt helloObject, do kterého je vloženametoda sayHello.
helloObject = Object clone.
helloObject sayHello = {
"Hello world!" println
}.
helloObject sayHello. // Poslání zprávy objektu helloObject
2.2.3 Výpocˇet faktoriálu
Rekurzivní výpocˇet faktoriálu:
Integer factorial = {
self <= 1
ifTrue: [ ^ 1 ]




Tato kapitola si neklade za cíl podrobneˇji popisovat Kreatrix, spíše je jen rychlým prˇehle-
dem základních principu˚. Prˇesto v této podkapitole detailneˇji popíši fungování closures,
protože neˇkteré optimalizace úzce s jejich fungováním souvisejí.
Closure je funkce, která si pamatuje prostrˇedí, ve kterém vznikla a prˇi svém spušteˇní
mu˚že využívat promeˇnné viditelné z tohoto prostrˇedí. V syntaxi Kreatrix se podobneˇ jako
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ve Smalltalku vytvárˇí closure pomocí hranatých závorek. Closure je objekt a lze ji tedy
zasílat zprávy. Aktivování tohoto objektu je možné zasláním zprávy value, value:,
value:value: atp, v závislosti na pocˇtu parametru˚. Objekt získaný vyhodnocením po-
sledního výrazu v closure je vrácen jako výsledek.
test1 = { |closure string|
// Vytvorˇí closure a uloží ji do promeˇnné.
closure << [ string println ].
string << "Hello".
// Zavolání closure
closure value. // Vypíše "Hello"
string << "world".
// Zavolání closure
closure value. // Vypíše "world"
}.
test2 = {
// Vytvorˇí a zavolá closure s dveˇma parametry.
[ :paraeter1 :parametr2 |
parameter1 + parameter2 ] value: 3 value: 4.
}.
Closure v sobeˇ nese dva ukazatele. První je ukazatel na CodeBlock obsahující bytekód,
který se vykoná prˇi spušteˇní closure. Druhý je pak ukazatel na aktivacˇní záznammetody,
ve které closure vznikla.
Prˇi provádeˇní je pak postupováno stejneˇ jako prˇi provádeˇní metody, kód metody je
také uložen ve formeˇ CodeBlocku. Rozdíl je jen v tom, že kód metody je vykonáván
v kontextu prˇíjemce zprávy a kód closure je vykonáván v kontextu uloženého aktivacˇ-
ního záznamu.
Tato konstrukce je pomeˇrneˇ silný koncept a po vzoru Smalltalku jej Kreatrix velmi
intenzivneˇ využívá. Pomocí této konstrukce je realizováno také rˇízení toku kódu, tedy
podmínky a cykly. Proto efektivita práce s tímto objektem má významný podíl na rych-
losti celého virtuálního stroje. Optimalizaci teˇchto základních konstrukcí rˇeší rozširˇující
instrukce (viz podkapitola 8.2).
2.4 Zmeˇny v Kreatrix oproti popisu v bakalárˇské práci
Mezi dokoncˇením mé bakalárˇské práce a zacˇátkem této práce probeˇhlo v Kreatrix velké
množství zmeˇn. Ve veˇtšineˇ prˇípadu˚ se jednalo o rozširˇování funkcionality, jako naprˇíklad
vznik nových modulu˚ a nové možnosti virtuálního stroje. Neˇkolik úprav však zmeˇnilo
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chování tak, že již neodpovídá popisu v bakalárˇské práci. Nejdu˚ležiteˇjší zmeˇny jsou po-
psány v této podkapitole.
Detailneˇjší seznam zmeˇn, které beˇhem této doby probeˇhly, je možné najít v souboru
changelog5. Má bakalárˇská práce popisuje verzi 0.7. Verzí 0.11 pocˇínaje zacˇínají zmeˇny
popsané v této práci.
2.4.1 Zmeˇna fungování lokálních slotu˚ a aktivace metody
Tato zmeˇna je asi nejveˇtší zmeˇnou, která od dokoncˇení bakalárˇské práce probeˇhla. Zmeˇna
zasahuje jak sémantiku, tak syntaxi a veˇtšina prˇedchozího kódu musela být upravena.
Prˇínosem je však jednodušší sémantika aktivace metody a zjednodušení práce s aktivacˇ-
ním záznamem, prˇedevším zprˇehledneˇní situace okolo lokálních slotu˚.
Zmeˇny budou ilustrovány na následujícím prˇíkladu:
// Kód prˇed verzí 0.8











Na první pohled je patrné, že nová syntaxe vyžaduje definovat lokální sloty na zacˇátku
metody (syntaxe prˇevzata ze Smalltalku). Z toho du˚vodu je také místo aliasu pro vytvo-
rˇení slotu „=“ použit alias „<<“, který slouží k aktualizaci slotu˚. Ke zmeˇneˇ aliasu došlo,
protože v dobeˇ vykonávání metody již sloty existují. Není již tedy možné definovat lo-
kální sloty pru˚beˇžneˇ za chodu. Pokud by však byla tato pu˚vodní funkcˇnost vyžadována,
stacˇí jen v lokálním slotu vytvorˇit pomocný objekt a do neˇj dynamicky sloty vkládat.
Alias „=“ v nových verzích prˇedstavuje obycˇejné zaslání zprávy slot:set:. Lokální
sloty již nejsou nijak dotcˇeny. Proto je i stará verze metody prˇeložitelná novou verzí Kre-
atrix. Kód se ale chová jinak, oproti pu˚vodnímu chování nezakládá lokální slot, ale ve
výše zmíneˇném prˇíkladu vytvorˇí nový slot newObject v objektu obj.
Tato zmeˇna umožnila odstraneˇní objektu Activation (prototyp aktivacˇních záznamu˚).
Spolu s tímto objektem mohly být odstraneˇny jeho metody, které musely mít speciální
chování. Po této zmeˇneˇ již rodicˇovský slot aktivacˇního záznamu mírˇí na objekt, který je
5Tento soubor je soucˇástí balícˇku s Kreatrix. Obsah tohoto souboru je také dostupný na http://www.
kreatrix.org/changelog.
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prˇíjemcem zprávy. Díky tomu je aktualizace lokálních slotu˚ provádeˇna pouze pomocí
jedné metody6.
2.4.2 Další zmeˇny v syntaxi
Mezi další zmeˇny, které zmeˇnily syntaxi oproti popisu v bakalárˇské práci, patrˇí zmeˇna
provedená ve verzi 0.9. V této verzi byla zcela prˇepracována prˇední vrstva prˇekladacˇe.
Du˚sledkem této zmeˇny je, že záporné cˇíselné literály již nemusejí být kvu˚li unárnímu
minusu v závorkách.
Další zmeˇnou v syntaxi je také odstraneˇní znaku „|“ z povolených znaku˚ pro binární
zprávy. Z toho du˚vodu byly prˇejmenovány zprávy pro logické spojky „nebo“ a „a“ v ob-
jektech true a false. Zpráva || (dva znaky „pipe“) na \/ (zpeˇtné lomítko a lomítko) a &&
na /\ (lomítko a zpeˇtné lomítko).
6Ve verzi 0.11 a noveˇjších je práce s lokálními sloty rˇešena pomocí speciálních instrukcí. Z pohledu
z vneˇjšku je však chování, až na neˇkteré detaily, shodné s popisem, který je zde. Bližší informace o teˇchto
instrukcích je možné nalézt v podkapitole 8.1.2.
13
3 Implementace virtuálního stroje Kreatrix
Optimalizace popisované v dalších kapitolách se cˇasto pomeˇrneˇ úzce týkají implemen-
tace virtuálního stroje. Proto je cílem této kapitoly strucˇneˇ tuto implementaci popsat. Ne-
jedná se o úplný popis nebo programátorskou prˇírucˇku, ale pouze o popis základních
principu˚ s prˇihlédnutím k tématu˚m popisovaným v dalších kapitolách.
3.1 Základní struktury v implementaci Kreatrix
Následující text popisuje základní struktury, které jsou používány v implementaci vir-
tuálního stroje. Neˇkterá jména se objevují ve dvou podobách, s prefixem Kx a bez neˇj,
naprˇíklad CodeBlock a KxCodeBlock. Prefix Kx používají struktury implementované
v C. Bez prefixu je to jméno z pohledu API standardní knihovny Kreatrix, tak jak jej vidí
uživatel jazyka. Jedná se tedy o jedno a to samé, jen z ru˚zného pohledu. Neˇkteré interní
struktury virtuálního stroje nejsou uživateli jazyka dosažitelné, ty pak mají jen variantu
s prefixem.
3.1.1 KxCore
Struktura KxCore reprezentuje instanci virtuálního stroje. Všechny ostatní struktury (s vý-
jimkou KxObjectExtension) existují vždy v kontextu konkrétního KxCore a nelze
použít naprˇíklad objekt z jedné instance KxCore v druhé. Pokud je Kreatrix použit jako
samostatný jazyk, je vytvárˇen pouze jeden virtuální stroj.
3.1.2 KxObject
Instance této struktury reprezentuje objekt. Struktura obsahuje tabulku slotu˚, ukazatel
na spojitý seznam parent slotu˚, pocˇítadlo referencí a další údaje potrˇebné pro správu
objektu.
Objekt mu˚že nést také vnitrˇní data. Informace o vnitrˇních datech je uživateli jazyka
prˇímo neprˇístupná a jemožné na nich provádeˇt operace pouze pomocí CFunction. Vnitrˇní
data jsou naprˇíklad: cˇíselná hodnota objektu reprezentující celé cˇíslo, struktura s hasho-
vací tabulkou v prˇípadeˇ objektu˚ Set a Dictionary, ukazatel na strukturu FILE v prˇípadeˇ
objektu reprezentující soubor.
Prˇíkladem operace nad vnitrˇními datymu˚že být objekt ve slotu contains: v objektu
Set. Jedná se o CFunction, která prˇistupuje k vnitrˇním datu˚m objektu (hashovací tabulce),
a oveˇrˇí, jestli je objekt v množineˇ.
Struktury, které jsou prˇenášeny ve vnitrˇních datech objektu˚, mají ve veˇtšineˇ prˇípadu˚
prˇíponu „Data“, viz dále KxCFunctionData a KxCodeBlockData. Samotná struktura
KxObject má vždy stejnou podobu a velikost bez ohledu na to, jaká vnitrˇní data jsou
prˇenášena. Další typy objektu˚, jako naprˇíklad KxString a KxList, jsou jen jiná jména
pro KxObject pro zprˇehledneˇní C kódu.
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3.1.3 KxObjectExtension
Struktura KxObject obsahuje ukazatel na KxObjectExtension. Tato struktura obsa-
huje informace o tom, jak nakládat s vnitrˇními daty objektu. Jedná se naprˇíklad o operace
prˇi klonování objektu, rušení objektu nebo funkce pro spolupráci s garbage collectorem.
Pokud objekt vnitrˇní data nemá, je tento ukazatel nastaven na NULL. Objekty se stejným
typem vnitrˇních dat používají stejnou KxObjectExtension.
Ve funkcích v C je oveˇrˇován typ vnitrˇních dat podle ukazatele na tuto strukturu. Na-
prˇíklad objekty reprezentující rˇeteˇzce ukazují na spolecˇnou strukturu. V této strukturˇe
mu˚že být navíc zanesena deˇdicˇná hierarchie vnitrˇních dat pro flexibilneˇjší typovou kon-
trolu. Tato vlastnost je naprˇíklad použita v modulu pro práci s GTK+7.
Pokud je v této strukturˇe vyplneˇn ukazatel activate, stanou se objekty využíva-
jící tuto extension aktivovatelné. To znamená, že prˇi aktivaci, místo vrácení samotného
objektu, je zavolána funkce vyplneˇná v activate. Výsledkem aktivace je pak objekt,
který vrátí tato funkce. Pomocí tohoto mechanizmu je pak možné realizovat metody jako
objekty.
3.1.4 KxStack
Instance této struktury reprezentuje proces ve virtuálním stroji. Prˇi normálním beˇhu si
virtuální stroj vystacˇí pouze s jednou instancí KxStack. Více instancí této struktury je
použito naprˇíklad v modulu spravující vlákna, kdy každé vlákno má vlastní KxStack.
Další použití více KxStack nastává v prˇípadeˇ, kdy v aktuálneˇ beˇžícím KxStack dojde
k výjimce a pro její zpracování je trˇeba volat další kód.
Nejdu˚ležiteˇjší cˇástí této struktury je zásobník pro aktuálneˇ zpracovávané metody a
zprávy. Slouží jako jeden z korˇenu˚ dostupnosti objektu v prˇípadeˇ spušteˇní garbage collec-
toru.
3.1.5 KxCodeBlockData
Tato struktura prˇedstavuje vnitrˇní data objektu CodeBlock. Tento objekt reprezentuje
metodu a vzniká prˇi nacˇtení bytekódu do interpretru (viz podkapitola 3.2). Aktivací to-
hoto objektu dojde k provedení metody.
Struktura obsahuje seznam instrukcí, seznam literálu˚, tabulku zpráv, tabulku vnitrˇ-
ních bloku˚ a pocˇet parametru˚ a lokálních slotu˚. V rámci optimalizací, které jsou soucˇástí
této práce, prˇibylo do této struktury neˇkolik nových položek, naprˇíklad: inline cache a
pocˇítadlo pro rozpoznání hotspotu.
3.1.6 KxActivation
KxActivation vzniká pokaždé, když dojde k aktivaci objektu CodeBlock. Tato struk-
tura udržuje informace o lokálních slotech, ukazatel na aktuální instrukci v bytekódu a




CFunctionData je struktura vnitrˇních dat objektu CFunction. Tento objekt je stejneˇ
jako CodeBlock aktivovatelný. Ovšem na rozdíl od CodeBlocku neprovádí bytekód, ale
zavolá funkci implementovanou v jazyce C. Objekty typu CFunction jsou veˇtšinou pou-
žity u objektu˚ s vnitrˇními daty. Pomocí CFunction jsou realizovány operace nad teˇmito
daty, což je naprˇíklad prˇípad objektu˚ prˇedstavující primitivní typy.
Další prˇípad použití CFunction je u neˇkterých konstrukcí, které potrˇebují spolupra-
covat prˇímo s virtuálním strojem. Prˇíkladem mu˚že být metoda ve slotu throw: v zá-
kladním objektu, která zpu˚sobí vyhození výjimky. Další zpu˚sob použití CFunction je
v prˇípadeˇ metod, u kterých je potrˇeba maximální výkon.
Struktura CFunctionData obsahuje ukazatel na C funkci, pocˇet parametru˚ a ukaza-
tel na KxObjectExtension. Pokud není ukazatel na KxObjectExtension nastaven
na NULL, musí mít objekt, nad kterým je CFunction aktivována, shodný ukazatel na tuto
strukturu. Pokud není stejný, dojde k vyhození výjimky. Tento mechanizmus zabranˇuje
volání naprˇíklad funkce na zjišteˇní délky rˇeteˇzce nad objektem, který nemá jako vnitrˇní
data rˇeteˇzec. CFunction je objekt jako každý jiný a uživatel jazyka ho tedy mu˚že vložit i
do jiných objektu˚.
3.2 Prˇeklad do bytekódu
Každý zdrojový kód pro Kreatrix, aby mohl být provádeˇn virtuálním strojem, musí být
nejprve prˇeložen do bytekódu. Bytekód je složen z instrukcí, které je virtuální stroj scho-
pen vykonávat. Bytekód dále obsahuje další potrˇebné údaje pro sestavení CodeBlocku
po nacˇtení do virtuálního stroje.
Základní schéma prˇekladu je zobrazeno na obrázku 2. Prvním krokem po nacˇtení
zdrojového kódu je lexikální analýza, ve které je zdrojový kód rozložen na tokeny. Prˇi
syntaktické analýze je sestaven strom bloku˚, který odpovídá stromu struktur CodeBlock
po nacˇtení do virtuálního stroje.
Po sestavení stromu bloku˚ jsou provedeny další kroky týkající se optimalizací. Jedná
se naprˇíklad o prˇevod na rozšírˇené instrukce, toto je dále rozebráno v kapitole 8.2. Pro
úcˇely detekce prototypu˚ jsou v této fázi hledány potenciální jména instancˇních slotu˚,
tímto tématem se zabývá podkapitola 7.3.1.
Po provedení optimalizací je vygenerován bytekód. Toto generování je již triviální
operací, protože instrukce bytekódu jsou pomeˇrneˇ abstraktní operace. Výsledný bytekód
mu˚že být uložen do souboru nebo rovnou nacˇten do virtuálního stroje.
3.3 Provádeˇní instrukcí
Pokud je provedeno spušteˇní objektu CodeBlock, vytvorˇí se instance struktury KxActi-
vation, která zachycuje stav beˇžící metody. Samotné provádeˇní metody je pak realizo-
váno vykonáváním instrukcí uložených v CodeBlocku.
Tyto instrukce operují nad zásobníkovým automatem. Prˇi zaslání zprávy jsou para-
metry a prˇípadneˇ cíl zprávy získány ze zásobníku. Výsledek po zaslání je pak opeˇt vložen
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Obrázek 2: Schéma prˇekladu zdrojového kódu do bytekódu a jeho nacˇtení do virtuálního
stroje
na zásobník. Instrukcˇní sada dále obsahuje instrukce pro manipulaci se zásobníkem, jako
naprˇíklad „vlož literál na zásobník“ nebo „odeber objekt ze zásobníku“.
Popis všech instrukcí jemožné nalézt v hlavicˇkovém souboru kreatrix/src/compiler/
kxinstr.h. Bližší informace k formátu instrukcí jsou uvedeny v podkapitole 8.1.1.
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4 Optimalizace objektoveˇ orientovaných jazyku˚
Objektoveˇ orientované jazyky prˇinesly nový zpu˚sob jak vytvárˇet programy. Vmnoha prˇí-
padech prˇispívá objektové paradigma k lepší flexibiliteˇ, znovupoužitelnosti a rozširˇitel-
nosti programu. Bohužel však programy využívající objektoveˇ orientovaného prˇístupu
nejsou prˇíliš dobrˇe optimalizovatelné klasickými technikami, které jsou známé z pro-
cedurálních jazyku˚.
Pozdní vazba prˇi volání metod v objektoveˇ orientovaných programech zabranˇuje jed-
noduše sestavit graf volání funkcí, který mnoho statických optimalizací používá. Navíc
objektoveˇ orientované programy jsou cˇasto sestaveny zmnohamalýchmetod, proto bývá
volání metod mnohem cˇasteˇjší, než volání funkcí v procedurálních programech.
V této kapitole bych rád shrnul nejznámeˇjší techniky, které se prˇi optimalizaci objek-
tových programu˚ používají. Detailneˇjší popisy je pak možné nalézt v další literaturˇe [2]
[3] [4].
Optimalizace je možné rozdeˇlit na dveˇ kategorie: statickou a dynamickou. Statická je
provádeˇna v dobeˇ prˇekladu, dynamická pak v dobeˇ beˇhu programu.
4.1 Statická optimalizace
Statická optimalizace má oproti dynamické výhodu v tom, že cˇas, který je prˇi této opti-
malizaci spotrˇebován, se nijak neprojeví na dobeˇ beˇhu programu. Mu˚že tedy provádeˇt
mnohem hlubší analýzu. Nevýhodou je, že nemá k dispozici beˇhové informace.
Základní myšlenkou mnoha optimalizací je snaha prˇi zasílání zpráv urcˇit množinu
metod, která mu˚že být v daném místeˇ spušteˇna. V ideálním prˇípadeˇ tato množina obsa-
huje jen jeden prvek. Prˇekladacˇ tedy rovnou ví, jaká metoda bude volána a mu˚že apliko-
vat další optimalizace, jako naprˇíklad vložení metody prˇímo do místa volání.
Taková situace bez složité detekce nastává naprˇíklad ve dvou prˇípadech: v místeˇ vy-
tvárˇení nového objektu a v místeˇ vložení literálu. Pokud v neˇjaké metodeˇ je takto získán
objekt a je mu zaslána zpráva, je možné prˇesneˇ urcˇit, jaká metoda bude spušteˇna po za-
slání zprávy.
4.1.1 Predikce trˇídy
Pokud nenastane jeden ze dvou výše zmíneˇných prˇípadu˚, nemusí být možné jedno-
znacˇneˇ urcˇit, která metoda má být zavolána. Jednou z optimalizacˇních technik mu˚že být
predikce trˇíd. Je urcˇeno neˇkolik typu˚ (trˇíd), které jsou nejpravdeˇpodobneˇjšími typy ob-
jektu˚, které budou daným místem procházet. Kód je v urcˇitém místeˇ rozveˇtven podle
možných typu˚ objektu. Protože je typ objektu v dané veˇtvi již známý a je tedy známo,
jaké metody budou volány po zaslání zprávy, mohou být provedeny další optimalizace.
Prˇidána je pak navíc veˇtev, která pošle zprávy standardním zpu˚sobem v prˇípadeˇ, že
daný objekt není ani jedním z ocˇekávaných typu˚. Pokud dokáže prˇekladacˇ spolehliveˇ ur-
cˇit konkrétní množinu typu˚ daného objektu a ví, že za žádných okolností nemu˚že dorazit
jiný typ, je tato veˇtev vynechána.
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Zjednodušenou variantou této optimalizace je „statická predikce trˇídy“. Pro urcˇitá
jména zpráv existuje prˇeddefinovaná množina pravdeˇpodobných prˇíjemcu˚ zprávy. Na-
prˇíklad pro zprávu „+“ je možné ocˇekávat, že prˇíjemce zprávy je nejpravdeˇpodobneˇji
cˇíslo. Odpadá tak nutnost složiteˇjší analýzy kódu. Nevýhodou je ztráta flexibility, kdy
uživatel jazyka není schopen s vlastními konstrukcemi dosáhnout stejné efektivity, jako
mají ty napevno zabudované.
Využití myšlenky predikce typu je v Kreatrix realizováno pomocí rozšírˇených in-
strukcí. Tímto tématem se zabývá kapitola 8.2.
4.1.2 Odesílací tabulky
Další možností statické optimalizace je použití odesílacích tabulek (dispatch tables)[5].
Ke každé trˇídeˇ je sestavena tabulka s ukazateli na všechny metody, které mohou být
pro danou trˇídu nalezeny. Každé zpráveˇ je pak prˇirˇazen pevný index do tabulky metod.
Tento index pro zprávu daného jména je pro všechny trˇídy stejný. Prˇi zaslání zprávy se
tedy stacˇí jen podívat na patrˇicˇný index v odesílací tabulce.
Tato technika je užitecˇná prˇedevším ve staticky typovaných jazycích, kde je pro každý
typ známo, jaké zprávy je možné zasílat. Pro dynamicky typované jazyky by velikost
tabulky musela být m × n, kde m je pocˇet všech trˇíd a n je pocˇet všech možných jmen
zpráv, protože každému objektu mu˚že být zaslána jakákoli zpráva. Z teˇchto du˚vodu˚ není
tato optimalizace v Kreatrix použita.
4.2 Dynamická optimalizace
Dynamická optimalizace má oproti statické optimalizaci výhodu, že mu˚že využívat in-
formace o aktuálním beˇhu programu, protože je provádeˇna až po spušteˇní programu. Na
druhou stranu z toho plyne její nevýhoda. Musí být dostatecˇneˇ rychlá, aby její optimali-
zacˇní efekt prˇevážil nad režií s touto optimalizací spojenou.
Mezi dynamické optimalizace patrˇí naprˇíklad JIT kompilace a inline cache. Princip JIT
kompilace spocˇívá v kompilování metod do nativního kódu pro daný procesor v dobeˇ
beˇhu programu. Obecným popisem a implementací v Kreatrix se zabývá kapitola 9.
Inline cache je cache v místeˇ odesílání zprávy. Prˇi odeslání zprávy mu˚že program
zapsat do cache výsledek vyhledávání. Prˇi dalším pru˚chodu daným místem mu˚že být
cache využita a vyhledávání zprávy mu˚že být vynecháno. Výhodou této optimalizace je
její prˇizpu˚sobivost skutecˇným podmínkám, které nastávají prˇi vykonávání metod.
Sémantika Kreatrix, oproti jiným jazyku˚m, prˇináší neˇkteré další problémy, které na-




Prˇed návrhem a implementací samotných optimalizací jsem jako první krok vytvorˇil
sadu výkonnostních testu˚. Na teˇchto testech jsem pak provádeˇl pozorování a meˇrˇil vliv
jednotlivých optimalizací. Využil jsem je také jako zdroj pro profilování, abych veˇdeˇl,
kterým smeˇrem se mají optimalizace ubírat.
Výkonnostní testy jsem sestavil podle následujících kritérií: musí být neinteraktivní,
deterministické, opakovaneˇ spustitelné a prˇi svém beˇhu by meˇly strávit co nejvíce cˇasu
v kódu virtuálního stroje. Výsledný efekt testu by meˇl být nezávislý na verzi implemen-
tace8. Test by meˇl také trvat relativneˇ dlouhou dobu, aby se minimalizovalo zkreslení
doby beˇhu zpu˚sobené náhodnými vlivy (prˇepínáním procesu˚ atp.).
5.1 Seznam testu˚
Následuje prˇehled testu˚, které byly použity pro meˇrˇení vlivu mezi optimalizacemi. Tyto
testy jsou pak dále v textu uvádeˇny v grafech a tabulkách u jednotlivých optimalizací.
Zdrojové kódy testu˚ je možné nalézt v adresárˇi benchmarks v repozitárˇi nebo balíku
s implementací jazyka Kreatrix.
• t1_recursive – Test rekurzivního volání. Test je prˇevzat z The Computer Language
Benchmarks Game9.
• t1_sort – Test vygeneruje sestupný seznam cˇísel a vzestupneˇ je setrˇídí. Test je zameˇ-
rˇen na volání Kreatrix kódu z C kódu. Trˇídeˇní je provádeˇno C funkcí, která volá
blok kódu pro informaci o porovnání.
• t1_sum – Test postupneˇ ve smycˇce scˇítá cˇísla 1 . . . 500000. Cílem testu je zmeˇrˇit vý-
kon v jednoduchých cyklech.
• gc – Test se zameˇrˇuje na rychlost garbage collectoru. Test vygeneruje 100000 objektu˚
a pak opakovaneˇ pouští garbage collector.
• mdispatch – Test polymorfního chování.
• ccounter – Test spocˇítá pocˇet písmen, cˇíslic a mezer v souboru.
• wcounter – Test vypíše deset nejpocˇetneˇjších slov v souboru.
• bigobject – Test zasílání zpráv objektu, který obsahuje stovky slotu˚10.
• graph – Test ze zadaného grafu vygeneruje kostru grafu a vypíše ji na standardní
výstup.
8Problematická mu˚že být naprˇíklad operace nad všemi objekty ve virtuálním stroji. Efekt tohoto testu
by byl závislý na verzi, protože mezi verzemi se naprˇíklad rozru˚stá základní knihovna objektu˚. Z tohoto
du˚vodu nebyl naprˇíklad zarˇazen mezi testy program pro generování dokumentace.
9http://shootout.alioth.debian.org/
10Tento test byl prˇidán až v pru˚beˇhu této práce, proto se v pocˇátecˇních výsledcích neobjevuje.
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• world – Simulace pohybujících se objektu˚ v mapeˇ. Test vygeneruje neˇkolik náhod-
ných map a neˇkolik desítek objektu˚ v nich. Každý objekt se náhodneˇ pohybuje a
je testováno, zda-li nedochází ke kolizi s mapou nebo ostatními objekty. Jedná se
o základní funkcˇnost, jakou by meˇl mít server obsluhující herní sveˇt.
• sgf_player – Test nacˇte cˇtyrˇi záznamy hry Go ze souboru ve formátu SGF11. Tyto
záznamy pak podle pravidel prˇehraje a vypíše finální pozici na desce.
5.2 Sbeˇr výsledku˚ testu˚
Pro sbeˇr dat z výkonnostních testu˚ jsem vytvorˇil neˇkolik jednoduchých nástroju˚. Tyto
nástroje jsou vytvorˇeny kombinací skriptu˚ v shellu a v Kreatrix. Výsledky jsou pak pre-
zentovány pomocí prostého textu, grafu˚ ve formátu SVG a kompletního prˇehledu s ta-
bulkami a grafy. Prˇehled je generován pomocí nástroje LATEX
12. Grafy jsou generovány
pomocí nástroje R13. Všechny skripty vytvorˇené pro tento úcˇel je možné nalézt spolu
s testy v adresárˇi benchmarks.
5.2.1 Meˇrˇení doby beˇhu testu˚
Meˇrˇení rychlosti jednotlivých testu˚ byla jedna z nejdu˚ležiteˇjších funkcí výkonnostních
testu˚, aby bylo možné objektivneˇ porovnat prˇínos jednotlivých optimalizací.
Všechny výsledky testu˚ uvedené v této práci byly zmeˇrˇeny na tomto pocˇítacˇi:
• CPU – Intel Core2Duo E6750 @ 2.66GHz
• Velikost operacˇní pameˇti – 2GB RAM
• OS – GNU/Linux 2.6.22-gentoo-r9
Kreatrix i implementace dalších testovaných jazyku˚ byly prˇeloženy pomocí GCC 4.1.2.
V pru˚beˇhu vývoje byly systém a základní knihovny tohoto pocˇítacˇe aktualizovány. Po
každé veˇtší aktualizaci jsem provedl testy znovu, zda-li nedošlo ke zmeˇneˇ ve výkonu,
žádná se však neobjevila. Pro veˇtší prˇesnost jsou však všechny výsledky testu˚ v této práci
zmeˇrˇeny znovu na poslední, výše uvedené, konfiguraci.
Meˇrˇení bylo provádeˇno podle následující metodiky. Každý test je spušteˇn desetkrát
a hodnoty jsou zpru˚meˇrovány. Toto celé je zopakováno desetkrát a z deseti pru˚meˇru˚ je
vybrán ten nejlepší.
Nameˇrˇené cˇasy jsou získány pomocí modulu time, který byl pro tento úcˇel imple-
mentován. Zmeˇrˇený cˇas se vždy týká doby beˇhu hlavní cˇásti testu. Do doby beˇhu testu
není zapocˇítávána inicializace a zrušení virtuálního stroje, ani prˇípadná inicializace a
ukoncˇení testu.
Pokud není uvedeno jinak, meˇrˇení probíhala v základní konfiguraci virtuálního stroje





5.2.2 Tabulky s výkonnostními testy
V dalších kapitolách této práce uvádím u popisu jednotlivých optimalizací tabulky s vý-
konnostními testy. Jedná se o nameˇrˇené rychlosti bez použití optimalizace (sloupec „Cˇas 1“)
a s použitím optimalizace (sloupec „Cˇas 2“). Dále je uveden jejich rozdíl a rozdíl vyjád-
rˇený procentuálneˇ vu˚cˇi pu˚vodnímu cˇasu. Záporná cˇísla rozdílu˚ znamenají kratší cˇas beˇhu
s optimalizací a tedy zlepšení, když je optimalizace zahrnuta. Všechny cˇasy jsou uvádeˇny
v milisekundách.
5.2.3 Záznam práce virtuálního stroje
Pro detailneˇjší rozbor beˇhu virtuálního stroje jsem prˇidal podporu pro vytvárˇení zá-
znamu vnitrˇního chování. Kreatrix prˇeložená s touto podporou je však o neˇkolik rˇádu˚
pomalejší než prˇi normální konfiguraci, proto je tato volba standardneˇ vypnuta. Tuto
vlastnost je možné zapnout pomocí prˇepínacˇe --enable-vm-log v configure.
Pokud je podpora vytvárˇení záznamu zapnuta, je po spušteˇní v aktuálním adresárˇi
vytvorˇen soubor kreatrix.log. V tomto souboru každý rˇádek odpovídá jedné zazna-
menané události. V rˇádku jsou jednotlivé položky oddeˇleny dvojtecˇkou. První položka
identifikuje typ záznamu dvoupísmenným kódem. Význam dalších položek záleží na
typu události.
V soucˇasné implementaci jsou zaznamenávány tyto události:
• Vytvorˇení a zánik objektu. Doplnˇujícími údaji jsou adresa objektu, typ vnitrˇních dat a
pocˇet slotu˚ v dobeˇ zrušení objektu.
• Alokace, realokace a dealokace pameˇti. Položky záznamu pak obsahují: adresu aloko-
vané pameˇti, velikost alokace, jméno zdrojového souboru a cˇíslo rˇádku, na kterém
se nachází prˇíkaz alokující pameˇt’. Zaznamenávány jsou pouze alokace, o které ex-
plicitneˇ žádá virtuální stroj, alokace, které provádí externí knihovny, nejsou zazna-
menávány.
• Zaslání zprávy. V záznamu je uloženo jméno zprávy, adresa prˇíjemce a pocˇet para-
metru˚.
• Cˇasová znacˇka. Cˇasová znacˇka je vkládána každou milisekundu, ve které probeˇhne
alesponˇ jeden záznam.
Velikost výsledných logu˚ v prˇípadeˇ výkonnostních testu˚ se pohybuje v desítkách až stov-
kách MB. V prˇípadeˇ nejdelšího testu world.kxmá log asi 230MB bez záznamu odeslaných
zpráv. Se záznamem zpráv má 490MB.
Po provedení testu je log jednoduchým programem (napsaným v Kreatrix) rozebrán
a jsou z neˇj vybrána data, která slouží pro generování grafu˚ a tabulek. Zpracování logu˚
všech výkonnostních testu˚ zabere neˇkolik desítek minut.
Grafy jsou generovány pomocí programu R. Jako vhodný nástroj se tento program
ukázal nejenom proto, že umožnˇuje snadno dávkoveˇ generovat grafy, ale také nemá po-
tíže s množstvím dat. Pokusil jsem se zpracovat data také v programu Statgraphics14
14http://www.statgraphics.com
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pro semestrální projekt do prˇedmeˇtu Statistika I. Neˇkteré tabulky však tento program
nedokázal nacˇíst z du˚vodu nedostatku pameˇti.
5.3 Profilování výkonnostních testu˚
Pro profilování jsem použil nástroj Valgrind15. Jedná se o kolekci nástroju˚ pro analýzu
kódu pro ladeˇní a profilování linuxových aplikací. Program je uvolneˇn pod licencí GPL
a beˇží na teˇchto systémech: x86/Linux, AMD64/Linux, PPC32/Linux a PPC64/Linux.
Velkou výhodou je, že program nemusí být pro Valgrind nijak speciálneˇ prˇeložen. Nevý-
hodou je však pomeˇrneˇ velké zpomalení beˇhu programu.
Jako pameˇt’ový debugger jsem používal Valgrind již drˇíve, jeho soucˇástí jsou také
trˇi profilovací nástroje: Callgrind, Cachegrind a Massif. Prˇi optimalizaci Kreatrix jsem
využíval Callgrind a Massif.
5.3.1 Callgrind
Callgrind je jeden z profilovacích nástroju˚ Valgrindu. Callgrind dokáže sestavit graf vo-
lání funkcí. Za beˇhu programu sbírá data o jednolivých voláních, která jsou pak po ukon-
cˇení programu zapsána do logu. Soucˇástí Valgrindu je konzolový program, který dokáže
tato data zpracovat.
Pro zpracování výsledných dat existuje také nástroj KCachegrind16. Jedná se KDE/Qt
nástroj pro grafickou vizualizaci dat, která shromáždil Callgrind. Pomocí tabulek a ru˚z-
ných grafu˚, které tento nástroj umí zobrazit, je mnohem snazší zorientovat se v profilo-
vacích informacích.
5.3.2 Massif
Massif je pameˇt’ový profiler. Prˇi beˇhu programu sleduje využití pameˇti. Výstupem je
informace o tom, kolik bylo v ru˚zných okamžicích alokováno pameˇti. Pro neˇkteré cˇasy je
pak také zaznamenáno, které funkce pameˇt’ alokovaly.
Primárním cílem optimalizací Kreatrix bylo prˇedevším zvýšení rychlosti. Massif jsem







V rámci provedených testu˚ na verzi 0.10.1 se ukázalo, že velkou cˇást beˇhu tráví program
ve funkcích pro správu pameˇti, prˇedevším malloc a free. Hlavním du˚vodem je alokace
a dealokace aktivacˇních záznamu˚ a objektu˚. V grafu na obrázku 3 je zobrazen graf alokace
pameˇti v testu world.kx v Kreatrix 0.10.1. Na prvních trˇech pozicích je alokace objektu
(56B), tabulka slotu˚ (48B) a aktivacˇní záznam (164B).
Základní myšlenka následujících optimalizací vychází z toho, že v nejcˇasteˇjších prˇí-
padech alokace pameˇti je alokována pameˇt’ z omezené množiny velikostí. Navíc je alo-
kovaná pameˇt’ cˇasto využívána jen po velmi krátkou dobu a následneˇ uvolneˇna. Cílem
tedy je tyto kusy pameˇti místo uvolneˇní shromažd’ovat do cache. K volání free dojde jen
tehdy, je-li cache plná. Prˇi žádosti o pameˇt’ je vybrána pameˇt’ z cache. Alokování pomocí
malloc probeˇhne jen tehdy, je-li cache prázdná.
6.1.1 Cache pro pameˇt’ objektu˚
Prˇi vytvorˇení objektu ve verzi 0.10.0 je malloc volán alesponˇ dvakrát, prˇi alokaci pameˇti
pro samotný objekt a prˇi alokaci pameˇti pro tabulku slotu˚. Pokud má objekt více než
jeden rodicˇovský slot, pak je pro každý další tento slot také alokována pameˇt’.
Rodicˇovské sloty jsou uloženy ve zrˇeteˇzeném seznamu. Pro první rodicˇovský slot
není trˇeba samostatné alokace, protože je soucˇástí struktury objektu. Protože však témeˇrˇ
všechny objekty obsahují práveˇ jeden rodicˇovský slot17, je tato prˇícˇina alokace velmi
vzácná18. V následujícím textu se budu zabývat pouze prvníma dveˇma prˇípady alokace.
Struktura KxObject reprezentuje objekt. Tato struktura má stále stejnou velikost bez
ohledu na to, jestli a jaká vnitrˇní data objekt nese. Pokud potrˇebuje objekt s vnitrˇními
daty více pameˇti, než poskytuje základní struktura, tak je tato pameˇt’ alokována zvlášt’.
Alokací pameˇti pro vnitrˇní data se zde dále nebudu zabývat, protože není nijak cent-
ralizována a každý typ objektu si ji zajišt’uje sám podle potrˇeby. Vnitrˇní data využívají
neˇkteré základní objekty a objekty obalující externí struktury. „Normální“ objekt, vytvo-
rˇený programátorem v Kreatrix, vnitrˇní data nenese.
Veˇtšina objektu˚ má velmi krátkou životnost, ne více než neˇkolik zaslání zpráv (viz
tabulka 1). Proto vzhledem k cˇasté alokaci/dealokaci a stejneˇ velkým úseku˚m pameˇti
má smysl zavést cache nebo vlastní alokátor. Protože implementace cache je jednodušší
a ukázala se jako vyhovující rˇešení, tak jsem nakonec k vytvorˇení vlastního alokátoru
neprˇistoupil.
Cache pro strukturu objektu je realizována jako zásobník v KxCore. Experimentálneˇ
se ukázalo, že velikost cache nad 50 se již nijak viditelneˇ neprojevuje na zrychlení, proto
je v následujících verzích velikost cache nastavena na tuto hodnotu. Výsledky výkon-
nostních testu˚ jsou uvedeny v tabulce 2.
17Ve výkonnostních testech má práveˇ jeden slot více než 99,9% objektu˚.
18Ve starších verzích byla alokována pameˇt’ pro každý rodicˇovský slot, vcˇetneˇ prvního. Úprava, která
zmeˇnila chování tak, jak je popsáno výše, probeˇhla ješteˇ prˇed vznikem této práce.
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Obrázek 3: Graf alokace pameˇti v pru˚beˇhu testu world.kx v Kreatrix 0.10.1.
Test Min 1. kvartil Medián Pru˚meˇr 3. kvartil Max
t1_recursive 0 1 3 2059 12 3669677
t1_sort 1 4502476 4503489 4460100 4504502 4504803
t1_sum 0 1 1 507 1 500299
gc 1 52061 102588 102580 153115 201908
mdispatch 1 1 5 5278 21 5863244
ccounter 0 1 2 1449 7 597543
wcounter 0 0 7 2691 1690 3266082
graph 0 1 1 2215 4 634582
world 0 1 4 22556 11 15933283
sgfplayer 0 1 10 13097 113 3775613
Tabulka 1: Pocˇet zaslaných zpráv od vzniku po zánik objektu ve výkonnostních testech.
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Benchmark Cˇas 1 (ms) Cˇas 2 (ms) Rozdíl Rozdíl v %
gc 5519 5565 46 0,833%
mdispatch 2623 2405 -218 -8,311%
t1_recursive 1767 1581 -186 -10,526%
t1_sort 2724 2529 -195 -7,158%
t1_sum 543 484 -59 -10,865%
ccounter 291 257 -34 -11,683%
graph 314 282 -32 -10,191%
wcounter 856 804 -52 -6,074%
world 5582 5230 -352 -6,305%
sgfplayer 1332 1248 -84 -6,306%
Tabulka 2: Výsledky výkonnostních testu˚ s cachováním pameˇti objektu˚.
Alokace pameˇti pro sloty je problematicˇteˇjší, protože není doprˇedu známo, kolik slotu˚
bude daný objekt mít. Objekt vždy vzniká s nulovým pocˇtem slotu˚ a sloty jsou do neˇj prˇi-
dávány dynamicky za chodu. Zkusil jsem implementovat neˇkolik ru˚zných rˇešení uložení
slotu˚. Jako nejlepší rˇešení se z hlediska výkonu ukázaly být hashovací tabulky. Tato pro-
blematika je dále popsána v podkapitole 6.2.
6.1.2 Cache aktivacˇních záznamu˚
Další funkce, která zpu˚sobovala cˇasté volání malloc, byla alokace aktivacˇního záznamu.
Aktivacˇní záznam je vytvorˇen prˇi spušteˇní metody a nese informace potrˇebné pro prová-
deˇní metody, naprˇ: objekt, nad kterým je metoda vykonávána, ukazatel na zprávu, která
metodu spustila, atp.
V Kreatrix ale nelze aktivacˇní záznamy jednoduše alokovat na zásobníku (jako naprˇí-
klad v jazyce C). Du˚vodem je, že aktivacˇní záznam nemusí být dealokován po ukoncˇení
metody. Tato situace nastane, pokud je v metodeˇ vytvorˇena closure, která nezanikne po
ukoncˇení metody. Protože closures využívají aktivacˇní záznam metody, ve kterém jsou
vytvorˇeny, je možné dealokovat aktivacˇní záznam, až již neexistuje žádná closure pro
danou aktivaci metody. Tato cˇastá alokace byla také vyrˇešena pomocí cache. Testování
na výkonnostních testech ukázalo, že již malé hodnoty velikosti cache eliminují témeˇrˇ
všechna volání malloc z tohoto du˚vodu.
Optimalizace aktivacˇních záznamu˚ by mohla dále pokracˇovat. Mu˚že být využito na-
prˇíklad vlastnosti, že aktivacˇní záznamy, které jsou potrˇeba i po skoncˇení metody, jsou
relativneˇ vzácné. Výsledky z profileru po zavedení cache však byly více než dostacˇující,
tak jsem od dalších optimalizací v této oblasti upustil.
Výsledky výkonnostních testu˚ jsou uvedeny v tabulce 3.
6.1.3 Cache malých celých cˇísel a znaku˚
Dalším vhodným místem pro optimalizace je znovupoužívání objektu˚, jejichž vnitrˇní
data jsou nemeˇnná (immutable) a které lze efektivneˇ v cachi vyhledávat. Takovými ob-
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Benchmark Cˇas 1 (ms) Cˇas 2 (ms) Rozdíl Rozdíl v %
gc 2171 2172 1 0,046%
mdispatch 2110 1900 -210 -9,952%
t1_recursive 1392 1314 -78 -5,603%
t1_sort 2564 2254 -310 -12,090%
t1_sum 423 405 -18 -4,255%
ccounter 225 209 -16 -7,111%
graph 260 235 -25 -9,615%
wcounter 773 710 -63 -8,150%
world 5059 4757 -302 -5,969%
sgfplayer 1189 1118 -71 -5,971%
Tabulka 3: Výsledky výkonnostních testu˚ s cachováním aktivacˇních záznamu˚.
jekty jsou naprˇíklad objekty reprezentující znak. Daný objekt bude vždy reprezentovat
konkrétní znak, vnitrˇní data jsou nemeˇnná. Takže referenci na takový objekt mohou dr-
žet další objekty bez obavy z toho, že by neˇjaká další strana, která také drží referenci,
mohla zmeˇnit význam objektu.
Znaky je možné efektivneˇ ukládat v cachi, protože je reprezentuje relativneˇ malá cˇí-
selná hodnota. Tedy je možné použít hodnotu znaku jako index do tabulky. 19
Mezi nemeˇnné objekty patrˇí také neˇkteré další základní typy objektu˚: celá cˇísla, cˇísla
s plovoucí rˇadovou cˇárkou, rˇeteˇzce a symboly. Pro malá celá cˇísla je zavedena tabulka
cache podobneˇ jako pro znaky. Rˇeteˇzce a cˇísla s plovoucí rˇadovou cˇárkou nejsou cacho-
vány, protože u nich nelze najít malou omezenou množinu cˇasto používaných objektu˚.
Symboly již ze své podstaty není trˇeba ukládat do cache20.
V prˇípadeˇ znaku˚ je cachováno všech 127 znaku˚ ASCII tabulky. V prˇípadeˇ celých cˇísel
cache obsahuje cˇísla -10 až 100. Výsledky výkonnostních testu˚ jsou uvedeny v tabulce 4.
6.2 Vyhledávání ve slotech pomocí hashovací tabulky
Virtuální stroj stráví velkou cˇást výpocˇetního cˇasu ve funkci pro hledání slotu˚ v ob-
jektech21. Rˇešení tohoto problému probíhalo dveˇma zpu˚soby: eliminování vyhledávání
slotu˚ a zrychlení samotného vyhledávání. První prˇístup je realizován pomocí inline cache,
které je veˇnována kapitola 7. V této podkapitole popíši druhý zpu˚sob.
Pu˚vodní implementace uchovává tabulku slotu˚ jako obycˇejné pole. Prˇi vyhledání
slotu˚ je pak toto pole sekvencˇneˇ procházeno. Toto rˇešení jsem zvolil kvu˚li snadné imple-
19Soucˇasné verze Kreatrix používají 8-bitové kódování. Podpora multibyte kódování je plánována, ale
v dobeˇ psaní této práce zatím není implementována. Úprava této cache pro podporu multibyte kódování by
ale nemeˇla být prˇíliš problematická. V takovém prˇípadeˇ by ale nebyly uloženy v cachi všechny znaky.
20Z du˚vodu efektivního porovnávání existuje symbol se stejným jménem v pameˇti vždy jen jednou. Stacˇí
jen porovnat ukazatel místo celého jména symbolu.
21Ve verzi 0.11.1 tráví virtuální stroj zhruba 15% až 35% celkového cˇasu vyhledáváním slotu˚. Meˇrˇeno prˇi
provádeˇní výkonnostních testu˚.
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Benchmark Cˇas 1 (ms) Cˇas 2 (ms) Rozdíl Rozdíl v %
bigobject 2581 2586 5 0,193%
gc 1778 1791 13 0,731%
mdispatch 1294 1220 -74 -5,718%
t1_recursive 825 789 -36 -4,363%
t1_sort 1098 1118 20 1,821%
t1_sum 203 215 12 5,911%
ccounter 144 142 -2 -1,388%
graph 157 147 -10 -6,369%
wcounter 410 409 -1 -0,243%
world 2962 2868 -94 -3,173%
sgfplayer 708 689 -19 -2,683%
Tabulka 4: Výsledky výkonnostních testu˚ s cachováním objektu˚ pro malá celá cˇísla a
znaky.
mentaci. Také ale proto, že nebylo jasné, jaká bude efektivní datová struktura pro uložení
slotu˚. Proto, abych se vyhnul prˇedcˇasné optimalizaci, zvolil jsem to nejjednodušší rˇešení.
Prˇi problému uložení slotu˚ se setkává neˇkolik špatneˇ skloubitelných požadavku˚. Nej-
cˇasteˇjší operací nad sloty v objektu je vyhledávání, takže tato operace musí být co nej-
rychlejší. Sloty jsou ovšem také pomeˇrneˇ cˇasto prˇidávány. Objektu˚ je v celém systému
velké množství, proto se velikost tabulky slotu˚ znacˇneˇ promítne do pameˇt’ové nárocˇ-
nosti programu. Využití pameˇti pro uložení slotu˚ musí být tedy pomeˇrneˇ efektivní. Veˇt-
šina objektu˚ má pouze neˇkolik slotu˚, velká cˇást objektu˚ nemá sloty vu˚bec. Objekty držící
spolecˇné chování mají obvykle maximálneˇ neˇkolik desítek slotu˚. Systém by však meˇl být
prˇipraven i na objekty s tisícovkami slotu˚22.
Nakonec jsem zvolil rˇešení pomocí hashovacích tabulek. Implementoval jsem dva al-
goritmy pro hledání v hashovací tabulce: Kukacˇkové hashování[6] a Lineární sondáž[7].
Obeˇ hashovací metody testu bigobject hodneˇ pomohly, protože podstatou testu je za-
sílaní zpráv objektu, který obsahuje velké množství slotu˚. U ostatních testu˚ je už prˇínos
minimální, cˇasto negativní.
Prˇi sloucˇení teˇchto veˇtví s optimalizací pomocí inline cache je výsledek ješteˇ více ne-
prˇíznivý. Prˇi použití inline cache je veˇtšina testu˚ výrazneˇ pomalejší než sekvencˇní pro-
hledávání. Problém nastává v objektech s malým množstvím slotu˚. V takovém objektu je
pak sekvencˇní vyhledání rychlé a dává lepší výsledky než použití hashovací tabulky. Zá-
rovenˇ použití inline cache typicky eliminuje opakované vyhledávání v objektech s více
sloty, takže se tento propad mezi pu˚vodním prohledáváním a hashovacími tabulkami
ješteˇ více prohloubí.
Jako nejlepší rˇešení se proto ukázal kompromis mezi obeˇma rˇešeními. Malé objekty
jsou prohledávány sekvencˇneˇ a od urcˇité velikosti je použita hashovací tabulka. Jedno-
dušší algoritmus lineární sondáže byl ve výsledcích mírneˇ lepší než kukacˇkové hasho-
22Naprˇíklad objekty, které drží konstanty v modulu GTK, mají rˇádoveˇ stovky slotu˚.
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Benchmark Cˇas 1 (ms) Cˇas 2 (ms) Rozdíl Rozdíl v %
bigobject 2502 984 -1518 -60,671%
gc 1795 2292 497 27,688%
mdispatch 1246 1191 -55 -4,414%
t1_recursive 781 744 -37 -4,737%
t1_sort 1057 1120 63 5,960%
t1_sum 207 194 -13 -6,280%
ccounter 141 137 -4 -2,836%
graph 146 150 4 2,739%
wcounter 401 414 13 3,241%
world 2887 2687 -200 -6,927%
sgfplayer 694 653 -41 -5,907%
Tabulka 5: Výsledky výkonnostních testu˚ prˇi použití sekvencˇního vyhledávání ve slotech
(Cˇas 1) a použití finální podoby hashovací tabulky (Cˇas 2).
vání. Z tohoto du˚vodu je proto ve finalní verzi použita lineární sondáž. Výkonnostní
porovnání je možné nalézt v tabulce 5. Neˇkteré testy jsou sice oproti pu˚vodní implemen-
taci mírneˇ pomalejší, ale ve veˇtšineˇ prˇípadu˚ došlo ke zrychlení. Test bigobject je po
této zmeˇneˇ dvaapu˚lkrát rychlejší.
6.3 Volitelná podpora více virtuálních stroju˚
Implementace jazyka Kreatrix byla od pocˇátku navržená jako vložitelná do jiného pro-
strˇedí. Tedy je možné použít Kreatrix jako skriptovací jazyk pro jinou aplikaci. Proto im-
plementace již od prvních verzí podporuje možnost mít více instancí virtuálního stroje
v rámci jednoho programu.
Nevýhodou tohoto rˇešení je, že soucˇástí každého objektumusí být ukazatel na KxCore.
KxCore je struktura reprezentující instanci virtuálního stroje Kreatrix. Možnost využití
více virtuálních stroju˚ v jednom programu se v soucˇasné dobeˇ však nijak nevyužívá. Na-
víc prˇi použití Kreatrix jako samostatného jazyka nemá ani prˇíliš opodstatneˇní.
Protože však nechci tuto možnost z implementace úplneˇ odstranit, rozhodl jsem se
pro rˇešení, ve kterém je možné zkompilovat Kreatrix volitelneˇ s podporou, nebo bez pod-
pory této vlastnosti. V configure je nynímožné pomocí volby --enable-multistate
tuto podporu zapnout. Vzhledem k soucˇasné situaci je tato volba standardneˇ vypnuta.
Pokud je podpora vypnuta, existuje pouze jedno globální KxCore, kterému patrˇí všech-
ny vzniklé objekty. Ze struktury KxObject je ukazatel na KxCore odstraneˇn.
Po provedení výkonnostních testu˚ došlo k malému zvýšení rychlosti u veˇtšiny testu˚.




Inline cache je jedna z metod optimalizace vyhledávání slotu˚ v objektech. Jedná se o dy-
namickou optimalizaci, která využívá informace získávané v dobeˇ beˇhu programu. Prˇes-
tože se jedná o jednu z dalších optimalizací interpretru, vycˇlenil jsem jí samostatnou ka-
pitolu, protože se jedná o rozsáhlejší tématiku.
7.1 Základní princip inline cache
Z du˚vodu snadneˇjšího vysveˇtlení budu v této podkapitole popisovat použití inline cache
v dynamicky typovaném jazyku, který má objekty založené na trˇídách (naprˇíklad Small-
talk). Sémantika Kreatrix prˇináší pro inline cache neˇkteré další problémy. Teˇmto problé-
mu˚m a jejich rˇešení jsou pak veˇnovány další dveˇ podkapitoly.
Ve Smalltalku i Kreatrix je zasílání zpráv jediným prostrˇedkem, jak mohou objekty
mezi sebou komunikovat. Když dojde k zaslání zprávy, musí být nejprve zjišteˇno, jaká
metoda se má spustit. Virtuální stroj v normálním (neoptimalizovaném) prˇípadeˇ musí
provést vyhledání metody v hierarchii trˇíd. Toto vyhledání prˇedstavuje nezanedbatelnou
režii, která musí být vykonána prˇi každém zaslání zprávy.
Základní myšlenka prˇedpokládá, že v mnoha prˇípadech je zpráva zasílána jen velmi
omezené množineˇ typu˚. Virtuální stroj si pak u konkrétní instrukce, která zasílá zprávu,
poznamená do cache, jakému typu objektu je zpráva zaslána a jakámetoda byla nalezena.
V prˇípadeˇ, že vykonávání programu dorazí znova k této instrukci, je nejprve oveˇrˇeno,
jestli prˇíjemce zprávy není stejného typu jako v minulém vykonání. Pokud je tomu tak,
pak je rovnou známa metoda díky uchovaným informacím z minulého vykonání. V ta-
kovém prˇípadeˇ odpadá celá režie vyhledávání zprávy. Pokud typ objektu neodpovídá
typu v cachi, je provedeno normální vyhledání a výsledek uložen do cache.
Následuje ukázka na konkrétním prˇípadeˇ. Metoda je napsána v jazyce Smalltalk23:
pridejJednickuK: parametr
^ parametr + 1
Tato metoda pošle svému parametru binární zprávu „+“ s parametrem 1. Pohledem
na teˇlo metody je videˇt, že ocˇekávaným parametrem metody bude nejspíše neˇjaké cˇíslo.
Toto ovšem prˇekladacˇ bez neˇjaké komplexní analýzy programu nemu˚že s jistotou veˇdeˇt.
Pokud by tato metoda používala inline cache a bylo by jí podle ocˇekávání jako pa-
rametr dosazováno naprˇíklad pouze celé cˇíslo, dojde z pohledu inline cache k ideální
situaci. Po prvním spušteˇní metody bude do cache uložena metoda pro scˇítání celých
cˇísel. Všechna další taková spušteˇní již budou pouze využívat cache, bez nutnosti vyhle-
dávat metodu v hierarchii trˇíd. Pokud by došlo k tomu, že parametrem by byl jiný objekt
než celé cˇíslo, dojde k normálnímu vyhledání metody a aktualizaci cache.
23Vzhledem k prˇedchozímu popisu chování inline cache na jazycích s trˇídami volím i prˇíklad v takovém
jazyce. Prˇepis metody do Kreatrix:
pridejJednickuK: = { :parametr | ˆ parametr + 1 }
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Nejveˇtší výhodou je flexibilita této optimalizace, protože vychází ze skutecˇného beˇhu
aplikace. Pokud budou v prˇedchozím prˇíkladu dometody dosazovány objekty reprezen-
tující cˇíslo v plovoucí rˇadové cˇárce nebo jiné objekty implementující vlastní „+“, tak dojde
k využití cache. Cache se naplní takovým typem objektu, jaký bude reálneˇ metodou pro-
cházet.
Tato cache není výhodná pro místa, kde je zpráva zasílána veˇtší množineˇ typu˚ ob-
jektu˚. V následujícím textu se prˇedpokládá, že cache si pro konkrétní místo v bytekódu
umí pamatovat jen jeden objekt. Proto, pokud se pravidelneˇ strˇídají dva a více typu˚ ob-
jektu˚, je cache neúcˇinná a prˇináší pouze režii navíc. Tento problém rˇeší polymorfní inline
cache, která je obsahem kapitoly 7.7.
Další nevýhodou je vyšší spotrˇeba pameˇti a zbytecˇné cachování, pokud je metoda
s inline cachí provádeˇna jen jednou nebo velmi zrˇídka. Tyto problémy se však dají mini-
malizovat tím, že je inline cache aktivována pouze v metodách, ve kterých tráví program
nejvíce cˇasu. Detekce teˇchto míst v Kreatrix je rˇešena v kapitole 7.5.
7.2 Problémy použití inline cache v Kreatrix
Inline cache nelze v jazycích, které mají podobnou sémantiku jako Kreatrix, použít prˇímo
tak, jak je popsáno výše. Problém se týká toho kroku, kdy je do inline cache uložena
informace o tom, že v objektech typu T vyhledání metody pro danou zprávu vrací objekt
X. Prˇi dalším pru˚chodu je pak oveˇrˇeno, jestli cíl zprávy je typu T a mu˚že použít cache.
Problém se týká oveˇrˇení, zda-li je neˇjaký objekt typu T. Ve výše popsaném jazyce s trˇí-
dami si stacˇí uložit danou trˇídu a testovat, zda-li objekt je instancí této trˇídy. V Kreatrix
však trˇídy neexistují. Každý objekt je unikátní a rodicˇovský slot nelze použít ve stejném
významu jako ukazatel instance na trˇídu. Rodicˇovský slot sjednocuje vazbu „je instancí“
a „deˇdí z“ do jedné.
Používat proto prˇímo rodicˇovský slot pro detekci typu není možné. Na rozdíl od uka-
zatele na trˇídu nelze na základeˇ shodnosti rodicˇovských slotu˚ u dvou objektu˚ rˇíci, jestli
vyhledání ve slotech vrátí stejný výsledek. Každý objekt mu˚že nést vlastní sloty, vyhle-
dání mu˚že rovnou nalézt výsledek v samotném objektu a k použití rodicˇovského slotu
vu˚bec nemusí dojít.
Situace je z pohledu inline cache ješteˇ navíc komplikována tím, že sloty unifikují in-
stancˇní promeˇnné a místa, ve kterých jsou uložené metody. Takže to, že objekt má vlastní
sloty, je velmi beˇžné.
Pokud je ve trˇídeˇ zmeˇneˇna metoda, musí se provést neˇjaké oveˇrˇení, zda-li není trˇeba
aktualizovat inline cache a prˇípadneˇ nekonzistentní místa nalézt a opravit. V normálním
programu není zmeˇna metod prˇíliš cˇastá operace, proto je tato režie prˇijatelná. V prˇípadeˇ
Kreatrix však nastává problém s teˇmi sloty, které slouží jako instancˇní promeˇnné. Ty jsou
velmi cˇasto vytvárˇeny nebo meˇneˇny, proto u takových slotu˚ nemá inline cache smysl.
Rozdeˇlení na sloty, které jsou instancˇní a ty, které drží obecné vlastnosti a chování,
je však jen umeˇlé rozdeˇlení pro úcˇely tohoto textu. V Kreatrix existuje pouze jeden druh
slotu a programátor nijak neurcˇuje jeho typ. Proto není pro virtuální stroj jednoduché
rozhodnout, které sloty optimalizovat a u kterých to nemá smysl.
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7.3 Detekce prototypu˚ a instancí
V prˇedchozí podkapitole byly popsány problémy, kvu˚li kterým nelze implementovat in-
line cache v Kreatrix stejným zpu˚sobem jako u jazyku˚ založených na trˇídách. Tato pod-
kapitola popisuje rˇešení, jak tyto problémy odstranit tak, aby mohla být inline cache po-
užita. Rˇešení poskytuje metodu, jak rychle urcˇit, zda-li je objekt neˇjakého typu pro úcˇely
inline cache. Soucˇástí rˇešení je také zpu˚sob, jak detekovat sloty, které jsou trvalého cha-
rakteru a ty, které se mohou cˇasto meˇnit a nemá je tedy smysl takto optimalizovat.
Základemmého rˇešení je prˇedpoklad, že se v programu vyskytují dva druhy objektu˚.
Jeden druh jsou objekty, které drží spolecˇné chování pro ostatní a meˇní se relativneˇ málo.
Druhý druh objektu˚ pak obsahuje sloty, ve kterých je udržován vlastní stav objektu a tyto
sloty se mohou meˇnit cˇasto. Tyto objekty pro svou funkcˇnost využívají prˇes rodicˇovský
slot první druh objektu˚.
Nemusí to být nutneˇ model na zpu˚sob trˇíd a instancí. Sémantika Kreatrix umožnˇuje
pomeˇrneˇ flexibilní pohled na objekty. Mé rˇešení pro inline cache také pocˇítá s možností
využití deˇdicˇnosti rozdílností, tedy toho, že v objektech vznikají sloty postupneˇ, jak se
klon liší od prototypu. Pokud však uživatel prˇijde s naprosto odlišným prˇístupem na
použití objektu˚ a kde veˇtšina objektu˚ nesplnˇuje rozdeˇlení na tyto dveˇ skupiny, pak bude
asi stát za zvážení vypnutí této optimalizace. Místa, ve kterýchmu˚že nastat problém, jsou
popsána dále.
Navrhl jsem neˇkolik zpu˚sobu˚, jak rˇešit tuto detekci. Jeden z neúspeˇšných pokusu˚ je
naprˇíklad popsán v kapitole 7.8. Dále popsané rˇešení je to úspeˇšné, které bylo zacˇleneˇno
do hlavního stromu.
V tomto rˇešení je základní struktura objektu rozšírˇena o p-typ24 a referenci na profil.
P-typ mu˚že nabývat hodnoty prototyp nebo instance. V prˇípadech, kdy budu v následu-
jícím textu mluvit o instancích a prototypech, mám na mysli práveˇ oznacˇení objektu po-
mocí p-typu. Z pohledu virtuálního stroje však stále existuje jen jeden druh objektu, tato
informace slouží pouze pro úcˇely inline cache a na další funkce nemá žádný vliv.
Prozatím se omezím na prˇípad, kdy má objekt práveˇ jeden rodicˇovský slot, situaci
s více rodicˇovskými sloty popíši dále. Cílem je dosáhnout následujícího stavu (hlavní
podmínka):
Pro všechny objekty, které jsou oznacˇeny jako instance, platí, že mají profil stejný, jako objekt
v jejich rodicˇovském slotu a obsahují pouze jména slotu˚ uvedená v profilu jako instancˇní sloty.
Jinak rˇecˇeno, pokud je objektu oznacˇeném jako instance zasílána zpráva, která není
uvedena v profilu, tak je možné hledání zacˇít prˇímo v rodicˇi. Pokud je tato podmínka
splneˇna, pak je již jednoduché použít inline cache.
Inline cache je možné použít, pokud je objekt, kterému je zpráva urcˇena, oznacˇen jako
instance a v jeho profilu není jméno zprávy, jaká je v daném místeˇ zasílána. Do cache se
prˇi prvním pru˚chodu uloží profil a výsledek vyhledávání ve slotech. Prˇi dalším pru˚chodu
se pak oveˇrˇí, jestli profil prˇíjemce zprávy je shodný s profilem v inline cache a tedy jestli
se mu˚že cache použít. Ukazatel na profil tedy plní stejnou funkci jako ukazatel na trˇídu
ve výše popsaném prˇípadeˇ inline cache v jazycích s trˇídami.
24Toto jméno je zvoleno z historických du˚vodu˚ a ponechal jsem ho, aby nedošlo k zámeˇneˇ s pojmem „typ
objektu“.
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Konkrétní rozbor využití informací p-typu a profilu prˇi použití inline cache je popsán
dále v kapitole 7.4. V následujících odstavcích se budu veˇnovat tomu, jak je získávána
informace o p-typu a profilu a jak je udržována jejich konzistence.
7.3.1 Jména zpráv v profilu
Aby prˇedchozí mechanizmus mohl korektneˇ fungovat, je potrˇeba, aby profil obsahoval
správná jména zpráv. Tato jména jsou jména slotu˚, která mu˚že obsahovat objekt ozna-
cˇený jako instance. Jsou to sloty, které mu˚že takový objekt meˇnit, aniž by se tím porušila
konzistence cache. Základní otázkou tedy je, jak urcˇit, které sloty mají být do profilu za-
rˇazeny.
Problém, jestli neˇjaký slot patrˇí do profilu, spocˇívá v tom, zda-li se chová daný slot
jako instancˇní nebo jestli spíše drží obecné chování. Znovu prˇipomínám, že v Kreatrix
existuje pouze jeden typ slotu. Deˇlení na instancˇní a neinstancˇní sloty je pouze pojme-
nování slotu podle toho, jak je v programu se slotem nakládáno. Programátor nijak ex-
plicitneˇ tuto informaci do programu nevkládá. Program mu˚že být vykonán i bez tohoto
rozlišování slotu˚, jedná se o informaci pouze pro použití s touto optimalizací.
Následující postup je v principu metoda, jak „odhadnout“, jestli se daný slot bude
chovat spíše jako instancˇní nebo jako neinstancˇní. Pokud jako instancˇní, pak je zarˇazen
do profilu.
Soucˇasná implementace takto detekuje instancˇní slot ve dvou prˇípadech. První prˇí-
pad nastává, pokud je použit cˇtecí/zapisovací pár25. Tato konstrukce vkládá do objektu
jednoduchou metodu, která aktualizuje daný slot.
Prˇíklad:
MyPoint = Object clone do: {
x <- 0.
y <- 0.
asString = { ^ "(", x, ",", y, ")" }.
}
Objekt MyPoint bude obsahovat 5 slotu˚: x, x:, y, y: a asString. Sloty x a y bu-
dou vloženy do profilu v objektu MyPoint, protože k nim existuje zapisovací metoda.
V tomto prˇíkladeˇ se jedná o metody uložené ve slotech x: a y:. Protože <- vždy vytvárˇí
zapisovací metodu, je prˇi použití této konstrukce cˇtecí slot oznacˇen jako instancˇní.
Druhý zpu˚sob detekce instancˇního slotu se týká tohoto prˇíkladu:
MyPoint = Object clone do: {
x = 0.
y = 0.
setX: = { :param | doSomething. x = param }.
25http://www.kreatrix.org/rwpair
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setY: = { :param | y = param }.
asString = { ^ "(", x, ",", y, ")" }.
}
a nebo tohoto prˇíkladu:
import: "time".
MyObject = Object clone do: {
/* Zpráva "init" je objektu automaticky
zaslána ihned po naklonování */
init = {
initTime = time now.
}
}
V prvním prˇíkladu je opeˇt požadovaným výsledkem, aby sloty x a y byly zarˇazeny do
profilu. V druhém prˇíkladu je pak žádoucí, aby slot initTime byl vložen do profilu.
V teˇchto prˇípadech už musí být prozkoumána i teˇla metod, která objekt obsahuje ve
svých slotech, aby šlo správneˇ urcˇit instancˇní sloty.
Soucˇasná implementace rˇeší problém takto: Prˇekladacˇ prˇidá do metody seznam se
jmény slotu˚, které budou v objektu prˇi provedení této metody vytvorˇeny. Pokud je pak
takto oznacˇená metoda vložena do slotu v neˇjakém objektu, jsou jména slotu˚ ze seznamu
v metodeˇ vloženy do jeho profilu. Toto rˇešení pokrývá oba výše zmíneˇné prˇíklady.
V druhém prˇípadeˇ existuje metoda, která vytvárˇí slot init. Tento slot však nebude
zarˇazen do profilu jako instancˇní, protože tato metoda je sice nad daným objektem vyko-
nána, ale není vložena do slotu v objektu26.
7.3.2 Chybná detekce slotu˚ v profilu
Problém mu˚že nastat v prˇípadeˇ, že jsou sloty objektu˚ oznacˇených jako instance modi-
fikovány jinak než výše popsané prˇíklady. Naprˇíklad objekt prˇímo manipuluje se sloty
jiného objektu. Obecneˇ však považuji meˇnit sloty jiného objektu zvneˇjšku za špatný ná-
vrh programu. Je to stejné jako v jazyce s trˇídami meˇnit cizímu objektu prˇímo instancˇní
promeˇnné, což naprˇíklad Smalltalk vu˚bec neumožnˇuje.
Výjimkou vneˇjší modifikace objektu je definice prototypu. V tomto prˇípadeˇ ale jsou
sloty detekovány správneˇ, protože metoda s touto operací není typicky vložena do slotu˚
daného objektu.
Pokud ale nastane problém se špatným odhadem toho, které sloty mají být v profilu,
tak to výsledek programu nijak neovlivní. Jediný možný du˚sledek je, že nemusí být plneˇ
využita inline cache a mu˚že dojít ke ztráteˇ výkonu prˇi provádeˇní programu.
26Zpráva do: pouze vykoná metodu nad objektem, který je prˇíjemcem zprávy. Metoda ale není zapsána
do žádného slotu.
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Myslím ale, že rychlostní prˇínos inline cache je natolik velký a prˇícˇiny chybneˇ vyplneˇ-
ného profilu zanedbatelné, že mu˚že být tato optimalizace standardní soucˇástí VM. I v prˇí-
padeˇ, že k problému dojde, je režie pomeˇrneˇ malá. Nechci však uživatele Kreatrix nutit,
jak mají vypadat jejich programy. Proto, pokud by chteˇli využít inline cache i v prˇípa-
dech, se kterými tento detekcˇní mechanizmus nepocˇítá, mají možnost. Soucˇástí VM jsou
metody, které umožnˇují uživateli vlastní zásah do profilu. Pokud by i prˇesto byla celá
inline cache na prˇekážku, mu˚že být vypnuta pomocí parametru --disable-icache
v configure.
7.3.3 Zmeˇna p-typu prˇi prˇidávání a aktualizaci slotu˚
Pro následující popis se omezím na prˇípad, kdymá objekt jen jeden rodicˇovský slot, který
navíc není meˇneˇn. Další prˇípady jsou popsány v další podkapitole.
Když je prototyp naklonován, je vytvorˇen objekt – klon, který je prázdný. Nový objekt
je oznacˇen jako instance, protože nemá vlastní sloty a tedy nemu˚že porušit pravidlo tím,
že by obsahoval slot neuvedený v profilu. Objekty oznacˇené jako instance sdílejí stejný
profil jako rodicˇ, proto naklonovaný objekt získá referenci na profil z rodicˇe.
V prˇípadeˇ, že je do objektu oznacˇeného jako instance vložen nový slot, mohou nastat
dveˇ reakce.
Pokud se jméno nového slotu vyskytuje v profilu, pak objekt zu˚stane oznacˇený jako
instance. Pokud je do instance zapsán slot, který není v profilu, je p-typ daného objektu
zmeˇneˇn na prototyp. Již dále nemu˚že zu˚stat instancí, protože pro takto prˇidaný slot by
mohl vracet jiný objekt, než obsahuje prototyp. Pro nový prototyp je vytvorˇena nová
samostatná kopie profilu.
Pokud dojde k naklonování objektu, který není oznacˇen jako prototyp, dojde k jeho
zmeˇneˇ na prototyp. Tedy je zmeˇneˇn p-typ v objektu a je vytvorˇena kopie profilu. Toto
je provedeno z du˚vodu, že neˇkteré další mechanizmy pracují s prˇedpokladem, že objekt
v rodicˇovském slotu každého objektu je vždy prototyp.
Pokud je do prototypu vložen nový slot, musí být oveˇrˇeno, jestli nedošlo k poru-
šení konzistence inline cache. Detaily, jak konkrétneˇ je cache opravována, jsou uvedeny
v podkapitole 7.4.3.
Soucˇástí profilu je také seznam prototypu˚, které mají za rodicˇe objekt, který vlastní
daný profil. Dále v textu budu tento seznam prototypu˚ oznacˇovat jako „seznam potomku˚
profilu“. Prˇedpokládám, že prototypu˚ je vu˚cˇi ostatním objektu˚m pomeˇrneˇ málo a nevzni-
kají a nezanikají prˇíliš cˇasto, proto má udržování tohoto seznamu jen malou režii.
Pokud je pro daný objekt detekován nový instancˇní slot jednou z metod uvedených
v prˇedchozím textu, pak je do profilu vloženo nové jméno slotu. Pokud objekt nemá
vlastní profil (tzn. je oznacˇen jako instance), tak je prˇed touto operací zmeˇneˇn na prototyp,
aby vlastní profil získal. Jméno slotu je pak rekurzivneˇ vloženo také do všech dcerˇiných
prototypu˚. Tím, že instance sdílejí profil svého prototypu, se zmeˇna projeví i ve všech
profilech dcerˇiných objektu˚.
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7.3.4 Aktualizace profilu prˇi zmeˇneˇ rodicˇovského slotu
Prˇedchozí prˇípady popisovaly situaci, kdy má každý objekt práveˇ jeden rodicˇovský slot,
který je nastaven prˇi naklonování a dále není meˇneˇn. Acˇkoliv veˇtšina objektu˚ se takto
chová, v Kreatrix mohou být rodicˇovské sloty za chodu meˇneˇny. Každý objekt také mu˚že
mít libovolný pocˇet teˇchto slotu˚ vcˇetneˇ prˇípadu, kdy nemá žádný.
Soucˇasná implementace detekce prototypu˚ a instancí kvu˚li zachování jednoduchosti
nerˇeší problém více rodicˇovských slotu˚ v plném rozsahu. Detekce využívá pouze první
rodicˇovský slot.
Problémem tohoto prˇístupu je nemožnost v inline cachi uchovávat sloty z dalších
rodicˇu˚. Tento problém se však týká pouze objektu˚ oznacˇených jako instance a mající více
rodicˇu˚. Takové objekty jsou však velmi vzácné. Výhodou tohoto omezeneˇjšího systému je
mnohem jednodušší návrh a rychlejší zpracování v prˇípadeˇ jednoho rodicˇovského slotu,
což je drtivá veˇtšina prˇípadu˚.
V prˇípadeˇ, že dochází ke zmeˇneˇ rodicˇovského slotu, mohou nastat dva prˇípady, podle
toho, jaký p-typ objekt má.
Pokud jemeˇneˇn rodicˇovský slot objektu typu instance, je postupováno takto: Pokud je
zmeˇneˇn rodicˇovský slot na první pozici, tak je zmeˇneˇn profil podle nového rodicˇe. Navíc
se pak musí ješteˇ oveˇrˇit, zda-li objekt stále mu˚že zu˚stat instancí v rámci nového profilu.
Oveˇrˇí se, že všechny sloty, které obsahuje, jsou také zahrnuty v novém profilu. Pokud
podmínka není splneˇna, je typ objektu zmeˇneˇn na prototyp. V prˇípadeˇ zmeˇny rodicˇu˚ na
jiné než první pozici není trˇeba deˇlat nic dalšího.
V prˇípadeˇ, že p-typ je prototyp, pak musí být vymazána inline cache tykající se da-
ného prototypu a všech prototypu˚, které jsou jeho potomky. Pokud je prˇidáván nový
rodicˇovský slot na první pozici, jsou do profilu z profilu rodicˇe zkopírovány jména slotu˚.
Zkopírování jmen slotu˚ se provede také rekurzivneˇ do všech objektu˚ v seznamu potomku˚
profilu. Prˇi zmeˇneˇ rodicˇe na jakékoli pozici musí být také patrˇicˇneˇ aktualizován seznam
potomku˚ profilu.
Po zmeˇnách rodicˇovského slotu nejsou z profilu nikdy odebírány sloty, i když by
podle nových rodicˇu˚ už v profilu nemusely být. Du˚vodem je možnost, že daný prototyp
již mu˚že mít potomky, které neˇjaký slot z profilu mají. Z du˚vodu˚ sdílení profilu mezi
prototypem a instancemi by odebráním jmen slotu˚ z profilu mohl vzniknout chybný stav,
ve kterém by tyto objekty již meˇly neplatné oznacˇení vzhledem k profilu.
Aby však došlo k opraveˇ, musela by soucˇasná implementace projít všechny existující
objekty v systému a provést nápravu. Vzhledem k tomu, že se jedná o zcela okrajové
chování a režie mu˚že být znacˇná, soucˇasná implementace odstranˇování jmen slotu˚ z pro-
filu neprovádí. Z hlediska korektnosti provádeˇní programu však k žádnému problému
nedochází.
7.4 Implementace inline cache v Kreatrix
V momenteˇ, kdy správneˇ funguje systém detekce prototypu˚ a instancí, tak se implemen-
tace inline cache principiálneˇ neliší od jazyka s trˇídami. Jen místo testování ukazatele
instance na trˇídu je testován profil.
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7.4.1 Aktivace inline cache
VKreatrixmu˚že být inline cache použita pro jakýkoliv blok kódu (metoda, closure). K ak-
tivaci mu˚že dojít manuálneˇ zasláním zprávy insertInlineCache. Mu˚že být také za-
pnuta automaticky, pokud je spušteˇna podpora hledání kritických míst v programu, viz
kapitola 7.5.
Prˇi zapnutí inline cache dojde k následujícím dveˇma kroku˚m: nahrazení instrukcí a
alokaci inline cache. V rámci bytekódu pro daný blok kódu jsou neˇkteré instrukce na-
hrazeny variantami, které používají inline cache. Samotná inline cache je pak tabulka, ve
které pocˇet rˇádku˚ odpovídá pocˇtu nahrazených instrukcí v kódu.






Tyto instrukce nahrazují instrukce, které se jmenují stejneˇ, jen bez prˇípony „_C“. Pocˇet
parametru˚ zu˚stává stejný jako u pu˚vodních instrukcí. První parametr však u pu˚vodních
instrukcí vyjadrˇuje pozici v tabulce symbolu˚ a tento symbol slouží jako jméno zprávy.
U nových instrukcí má první parametr význam indexu do tabulky inline cache. Jméno
zprávy pro danou instrukci je pak soucˇástí inline cache.
To, že nové instrukce mají stejnou délku jako instrukce, za které jsou nahrazovány prˇi
aktivaci inline cache, má neˇkolik výhod. Prˇináší to snadneˇjší nahrazení instrukcí tam i
zpeˇt. Takže místa, u kterých se detekuje chování pro inline cache nevhodné, mohou být
velmi rychle zmeˇneˇna zpeˇt na pu˚vodní instrukci.
Další výhodou zachování pu˚vodní délky instrukcí je eliminace problému se zmeˇnou
instrukcí u metod, které mají aktivacˇní záznam na zásobníku (jsou tedy prˇi nahrazování
uprostrˇed vykonávání). Ukazatel na aktuální instrukci nemusí být meˇneˇn a prˇi dalším
provedení instrukce mu˚že být rovnou vykonáván zmeˇneˇný kód.
Poslední výhodou je pak bezproblémové spojení s rozšírˇenými instrukcemi (kapitola
8.2). Tyto instrukce oproti základním instrukcím obsahují skoky v bytekódu. Kdyby se
meˇnily pozice instrukcí, muselo by dojít k prˇepocˇítání teˇchto skoku˚ na správné místo.
7.4.2 Provádeˇní kódu s inline cache
Inline cache v Kreatrix je tabulka, která je prˇirˇazena bloku kódu. Každý rˇádek je urcˇen pro
jednu instrukci v kódu, která využívá cache. V každém rˇádku jsou uloženy následující
údaje: profil, vlastník slotu, cachovaný objekt a jméno zprávy. Po inicializaci inline cache
jsou všechny položky v tabulce kromeˇ jména zprávy nastaveny na NULL. Jméno zprávy
je vyplneˇno podle pu˚vodního jména zprávy v instrukci.
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Údaj o profilu slouží k oveˇrˇení typu objektu, jestli mu˚že být cache použita. Položka
„vlastník slotu“ obsahuje objekt, ve kterém se nachází slot, který je nalezen prˇi zasílání
zprávy27. Tato informace je zde z du˚vodu, aby mohlo použití cache plnohodnotneˇ nahra-
dit vyhledávání ve slotech28.
Když zpracovánímetody dorazí k instrukci využívající cache, takmísto zaslání zprávy
nejprve dojde k oveˇrˇení cache. Kontroluje se, jestli objekt, kterémumá být zpráva zaslána,
má stejný profil, jaký obsahuje inline cache. Pokud je tato podmínka splneˇna, tak je použit
objekt v inline cache. Dále následuje stejná aktivace objektu jako v „normálním“ prˇípadeˇ
zaslání zprávy, ale bez nutnosti vyhledávat slot.
Mu˚že však nastat prˇípad, ve kterém nejde cache použít. Z du˚vodu nesplneˇní pod-
mínek pro použití nebo protože je prázdná. V takovém prˇípadeˇ zkusí virtuální stroj ak-
tualizovat cache podle aktuálního objektu, který daným místem prochází. Pokud jméno
zasílané zprávy není v profilu objektu, je provedeno vyhledání slotu. V prˇípadeˇ, že je vy-
hledání úspeˇšné, je výsledek zapsán do cache, ukazatel na aktuální instrukci je posunut
zpeˇt a celá instrukce je provedena znovu.
V prˇípadeˇ, že se nepodarˇí vyplnit inline cache, je aktuální instrukce zmeˇneˇna zpeˇt
do pu˚vodní varianty bez využití cache. Když je v daném místeˇ cílem zprávy objekt,
pro který z neˇjakého du˚vodu není možné vytvorˇit cache, tak je pravdeˇpodobné, že se
tak stane zase. Proto je v tomto místeˇ cache zrušena, než aby byl riskován prˇípad, že
dojde ke zbytecˇné režii spojené s opakovaným neúspeˇšným pokusem vyplnit cache.
Soucˇasná implementace používá tuto defenzivní strategii, protože sbeˇr dalších infor-
mací pro získání celkového prˇehledu o dané instrukci by znamenal velkou režii. Navíc
v drtivé veˇtšineˇ míst je zrušení inline cache tím lepším postupem. V nejhorším prˇípadeˇ
dojde ke zpomalení na pu˚vodní úrovenˇ bez inline cache.
7.4.3 Údržba inline cache v prˇípadeˇ zmeˇny prototypu˚
V prˇípadeˇ, že dojde k neˇjaké zmeˇneˇ v prototypu, mu˚že dojít k tomu, že v cache jsou
chybné údaje. Proto musí po takových zmeˇnách dojít k procˇišteˇní tabulek pro inline
cache. Jsou vymazána všechna místa ve všech tabulkách, která se týkají zmeˇneˇného pro-
totypu a jména slotu. Pokud je meˇneˇn rodicˇovský slot, pak dojde k vymazání všech zá-
znamu˚ týkajících se daného prototypu, bez ohledu na jméno zasílané zprávy. Vymazání
je pak provedeno rekurzivneˇ pro všechny prototypy v seznamu potomku˚ profilu.
Všechny bloky kódu, které obsahují inline cache, jsou usporˇádány do spojitého se-
znamu. Tento seznam je pak použit prˇi opraveˇ cache, aby nemusely být prohledávány
všechny objekty a v nich hledány ty objekty, které obsahují inline cache.
Ru˚zné situace, kdy musí dojít k opraveˇ inline cache, jsou uvedeny v regresivním testu
v souboru: kreatrix/tests/test_inlinecache.kx.
27Informace o vlastníku zprávy je použita prˇi „prˇeposílání“ zprávy. Bližší detaily jsou uvedeny v doku-
mentaci ke klícˇovému slovu resend (http://www.kreatrix.org/manual-messages).
28Vyhledání ve slotech ve skutecˇnosti poskytuje navíc ješteˇ informaci o prˇíznacích slotu. Do cache jsou
však ukládány jen objekty ze slotu˚, které nemají nastaveny žádné prˇíznaky.
38
7.5 Hledání výkonnostneˇ kritických míst v programu
Využití inline cache má význam prˇedevším u metod, které jsou vykonávány cˇasto. Nemá
smysl vkládat inline cache do každé metody, protože by docházelo ke zbytecˇné spotrˇebeˇ
prostrˇedku˚, které se nijak nemusí projevit.
Z toho du˚vodu jsem do virtuálního stroje prˇidal také podporu pro detekci výkon-
nostneˇ kritických míst v programu. Jsou to místa, kde program stráví veˇtšinu cˇasu a
vyplatí se tedy maximálneˇ optimalizovat. Soucˇasná implementace hledá kritická místa
tak, že sleduje pocˇet spušteˇní metod. Pokud prˇekrocˇí tento pocˇet urcˇitou hranici, dojde
k vložení inline cache do dané metody.
Aby však nedocházelo ke zbytecˇné režii spojené s pocˇítáním spušteˇní i poté, co dojde
k optimalizaci, je tato detekce realizována pomocí instrukce HOTSPOT_PROBE. Tato in-
strukce je vložena prˇi nacˇítání bytekódu do každé metody hned na první místo. Prˇi jejím
zpracování dojde ke zvýšení cˇítacˇe spušteˇní a dojde k oveˇrˇení, jestli už nebylo dosaženo
hranice pro optimalizaci. Pokud hranice dosaženo bylo, dojde k vložení inline cache a in-
strukce HOTSPOT_PROBE je odstraneˇna, takže k další inkrementaci pocˇítadla nedochází.
Toto rˇešení je oproti implementaci, kdy dochází k inkrementování pocˇítadla a oveˇ-
rˇení pocˇtu prˇi každém spušteˇní metody i po detekci kritického místa, ve výkonnostních
testech asi o 2–4% rychlejší.
Výše popsané rˇešení naráží na jeden problém prˇi použití rozšírˇených instrukcí (viz
kapitola 8.2). Prˇi této optimalizaci jsou neˇkteré vnorˇené bloky rozepsány prˇímo do teˇla
metody. K vykonání hotspot instrukce však dochází pouze na zacˇátku provádeˇní bloku
kódu. To mu˚že zpu˚sobit v prˇípadeˇ cyklu˚ pozdeˇjší detekci cˇasto vykonávaného místa, než
v prˇípadeˇ beˇhu bez rozšírˇených instrukcí.
U déle beˇžícího programu je problém v podstateˇ eliminován. Zkreslení ale mu˚že na-
stat naprˇíklad prˇi jednorázových testech výkonu. V nejhorším prˇípadeˇ lze celou situaci
rˇešit manuálním zapnutím inline cache pro danou metodu.
7.6 Výsledky testu˚ prˇi použití inline cache
V tabulce 6 je uvedeno meˇrˇení výkonnostních testu˚ verze 0.12.0 s deaktivovanou a ak-
tivovanou podporou inline cache. Deaktivovaná podoba byla zkompilována s prˇíznaky
--disable-icache a --disable-hotspot. V obou meˇrˇeních je aktivována také op-
timalizace pomocí rozšírˇených instrukcí.
7.7 Polymorfní inline cache
V prˇedchozím textu byla vždy inline cache popisována v základní varianteˇ, kdy jde pro
každé odeslání zprávy držet jen jednu položku v cache. Pokud je zpráva zaslána jinému
typu objektu, je cache aktualizována a starý obsah je zahozen. Problémmu˚že nastat v prˇí-
padech, kdy daným místem prochází pravidelneˇ neˇjaká množina objektu˚ ru˚zných typu˚
a navzájem si tyto pru˚chody nicˇí záznam v cache.
Rˇešením tohoto problému je použití polymorfní inline cache. Poprvé byl tento prini-
cip implementován v jazyce SELF[3]. Inline cache v této podobeˇ již nemá jen jeden zá-
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Benchmark Cˇas 1 (ms) Cˇas 2 (ms) Rozdíl Rozdíl v %
bigobject 608 368 -240 -39,473%
gc 2205 2753 548 24,852%
mdispatch 773 626 -147 -19,016%
t1_recursive 448 305 -143 -31,919%
t1_sort 1009 809 -200 -19,821%
t1_sum 132 141 9 6,818%
ccounter 57 40 -17 -29,824%
graph 106 81 -25 -23,584%
wcounter 438 304 -134 -30,593%
world 1848 1329 -519 -28,084%
sgfplayer 514 390 -124 -24,124%
Tabulka 6: Výsledky výkonnostních testu˚ s aktivovanou inline cache.
znam pro dané místo, ale záznam samotný má podobu tabulky. V této tabulce pak mu˚že
být uloženo více záznamu˚ a pokud prochází daným místem více typu˚ objektu˚, všechny
jsou uloženy do tabulky a nedochází k neustálému prˇepisování cache.
Prˇi použití cache se pak sekvencˇneˇ prochází tabulka a hledá se záznam, který sou-
hlasí s typem objektu. Pokud však daným místem prochází prˇíliš mnoho typu˚ objektu˚,
mohla by režie prˇíliš naru˚st. Proto, pokud množství záznamu˚ v tabulce prˇesáhne neˇjaký
limit, je dané místo oznacˇeno jako „megamorphic“ a celá inline cache je v daném místeˇ
odstraneˇna.
V soucˇasné implementaci Kreatrix není polymorfní inline cache zahrnuta. Principi-
álneˇ by však v rozšírˇení soucˇasné implementace nemeˇl být žádný zásadní problém.
7.8 Další metoda detekce instancí a prototypu˚
Zpu˚sob získávání informací pro rozlišení prototypu˚ a instancí uvedený v této podkapi-
tole nemá s postupem, který byl v prˇedchozím textu popsán, nic spolecˇného. Chronolo-
gicky je tato alternativní metoda prˇedchu˚dcem metody výše popsané. Tento postup meˇl
za cíl nejenom detekci prototypu˚ a instancí, ale meˇl také rˇešit rychlé vyhledávání ve slo-
tech a navíc na neˇkterých místech ušetrˇit pameˇt’. Nakonec ale tato metoda, pro velkou
komplikovanost a ne prˇíliš výrazné výkonnostní zlepšení, nebyla zahrnuta do Kreatrix.
Uvádím ji zde však jako další možnost prˇístupu k problému. Vývojovou veˇtev s imple-
mentací je možné nalézt na prˇiloženém CD, jedná se o veˇtev kreatrix-sc.
Struktura KxObject je rozšírˇena o ukazatel na profil. Profil má však jinou funkci
než ve výše popsaném postupu. V prˇípadeˇ, že objekt je prototyp, jsou veškeré jeho sloty
uloženy v hashovací tabulce29, která je soucˇástí profilu. Prototyp tedy nedrží sloty prˇímo,
ale prostrˇednictvím profilu.
Soucˇástí profilu jsou také všechny sloty prˇedku˚, které jsou dosažitelné zasláním zprávy
majiteli profilu. Z toho du˚vodu již není nutné prohledávání do hloubky prˇes rodicˇovské
29V implementaci byl použit Cuckoo hashing[6]
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sloty v prˇípadeˇ zaslání zprávy. Stacˇí jedno vyhledání v tabulce slotu˚ v profilu a okamžiteˇ
je jasné, jak bude daný objekt reagovat.
Udržovat však takový profil pro každý existující objekt by bylo velmi pameˇt’oveˇ ná-
rocˇné, naprˇíklad sloty ze základního objektu by byly obsaženy v témeˇrˇ všech profilech.
Proto by bylo žádoucí, aby bylo možné profily mezi objekty sdílet. Zde je využita myš-
lenka detekování prototypu˚ a instancí, i když v trochu jiné podobeˇ.
Prázdný objekt mu˚že bez obav používat profil svého rodicˇe, protože reaguje na vy-
hledávání ve slotech stejneˇ jako rodicˇ. Pokud je do naklonovaného objektu vložen slot,
je trˇeba zmeˇnit profil. V prˇípadeˇ zmeˇny instancˇního slotu se jménem X je vytvorˇen nový
profil, který je kopií toho pu˚vodního, jen u jména X má místo reference na objekt na-
stavenu hodnotu NULL. NULL prˇi vyhledávání slotu˚ rˇíká, že objekt v profilu není a je jej
nutné vyhledat v tabulce slotu˚ pro konkrétní objekt.
Protože v prˇípadeˇ zmeˇny instancˇního slotu je v profilu NULL a nikoliv konkrétní hod-
nota, tak mohou objekty oznacˇené jako instance, které mají stejného rodicˇe a stejná jména
zmeˇneˇných instancˇních slotu˚, profil sdílet. Proto je v profilu u každého slotu prˇidána po-
ložka, na jaký profil se má prˇejít, pokud je daný slot zmeˇneˇn. Pokud je vytvorˇen nový
profil z du˚vodu zmeˇny instancˇního slotu, tak je do tohoto místa zapsán a další objekty
už pak takový profil nevytvárˇí, ale využívají existující.
Teoreticky však mu˚že být pro objekt s n instancˇnímy sloty n! možností, jakou po-
sloupností zmeˇn mohou být sloty vyplnˇovány. Proto mu˚že také vzniknout n! profilu˚ pro
jeden prototyp. Ve veˇtšineˇ prˇípadu˚ jsou však instancˇní sloty vyplnˇovány jen neˇkolika
zpu˚soby. Ve velkém množství prˇípadu˚ pak pouze jedním zpu˚sobem a vzniká tedy jen n
profilu˚ pro každý prototyp (bez ohledu na to kolik existuje naklonovaných instancí).
Pokud vyhledávání v profilu najde ve slotu místo objektu NULL, musí být obsah slotu
nalezen v samotném objektu. Protože však profil zárovenˇ jednoznacˇneˇ urcˇuje, v jakém
porˇadí byly sloty do objektu prˇidávány, je v profilu také poznacˇen index do tabulky slotu˚
konkrétního objektu, kde se hledaný objekt nachází. Takže slot je prˇímo nalezen bez nut-
nosti procházet celou tabulku slotu˚. Díky tomu ani tato vnitrˇní tabulka slotu˚ nemusí ob-
sahovat jména slotu˚, protože ty jsou soucˇástí profilu.
V této metodeˇ je také identifikace instancˇních slotu˚ rˇešena jinak, než postup popsaný
výše. V této implementaci je u neinstancˇních slotu˚ pocˇítáno, kolik potomku˚ daného ob-
jektu si urcˇitý slot vytvorˇilo. Pokud dojde k prˇekrocˇení limitu, je daný slot oznacˇen jako
instancˇní. Tento postup nemá neˇkteré nevýhody, které má postup popsaný na zacˇátku
této kapitoly, prˇináší však jiné problémy.
Hlavní problém pramení z toho, že informace o tom, jaké sloty jsou instancˇní, prˇichází
se zpoždeˇním v dobeˇ, kdy už existují potomci, kterˇí byli oznacˇeni jako prototypy. Proto
v prˇípadeˇ oznacˇení slotu jako instancˇního musí být u potomku˚ objektu prˇehodnoceno,
zda-li nemohou být oznacˇeni jako instance.
Navíc mu˚že být problematické najít správný limit, kdy oznacˇit slot za instancˇní. U ob-
jektu, ze kterého je naklonováno hodneˇ prototypu˚, naprˇíklad základní objekt Object,
mohou být tímto zpu˚sobem chybneˇ oznacˇeny neˇkteré sloty jako instancˇní. Opacˇný pro-
blém pak mu˚že potkat prototyp, který má pocˇet potomku˚ pod limitem.
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8 Optimalizace bytekódu
V následující kapitole budou rozebrány zmeˇny, které se dotýkají prˇevážneˇ bytekódu.
Zmeˇny v implementaci se oproti prˇedchozím kapitolám týkají nejen interpretru, ale prˇe-
devším prˇekladacˇe. Zmeˇny se ale týkají jen zadní cˇásti prˇekladacˇe pracující s bytekódem.
Syntaxe jazyka zu˚stala nezmeˇneˇna.
8.1 Nové instrukce v bytekódu
Vznik nových a úprava stávajících instrukcí je prˇedevším du˚sledek celkové zmeˇny po-
hledu na instrukce tak, aby se zjednodušilo rozhraní pro práci s nimi. Z toho pak teˇží
nejen samotný prˇekladacˇ, ale také modul pro dekompilaci a následneˇ inline cache (viz
kapitola 7) a JIT prˇekladacˇ (viz kapitola 9).
8.1.1 Nový formát instrukcí
Prˇedchozí formát instrukcí byl pomeˇrneˇ volný. První byte obsahoval identifikacˇní cˇíslo
instrukce a další data byla dekódována na základeˇ typu instrukce a mohla mít libovolný
formát. Naprˇíklad za prvním bytem instrukce pro vložení rˇeteˇzce na zásobník následuje
samotný obsah rˇeteˇzce. Instrukce tedy mohly být ru˚zneˇ dlouhé.
Nové instrukce mají pevný formát. Za prvním bytem, který identifikuje instrukci,
mu˚že následovat nula až n bytu˚ náležících k instrukci. Pocˇet bytu˚ je pro každou instrukci
pevneˇ dán. Každý byte instrukce je pak vždy chápán jako samostatné cˇíslo, nejcˇasteˇji jako
index do neˇjaké pomocné tabulky.
Kompletní seznam instrukcí a pocˇty jejich parametru˚ jemožné najít v souboru kreatrix/
src/compiler/kxinstr.c.
8.1.2 Prˇístup k lokálním slotu˚m a aktivacˇnímu záznamu
Pu˚vodní implementace jazyka Kreatrix se snaží používat základní infrastrukturu ob-
jektu˚, slotu˚ a zpráv i v prˇípadeˇ aktivacˇního záznamu. Aktivacˇní záznam je tedy také
reprezentován objektem a lokální sloty a parametry jsou normální sloty v aktivacˇním
záznamu. Prˇi spoušteˇní closures pak aktivacˇní záznamy byly propojeny rodicˇovským
slotem. Proto šlo zprávou prˇistupovat k lokálním slotu˚m aktivacˇního záznamu, v jehož
kontextu closure beˇží.
Tento prˇístup má rˇadu výhod, dobrou flexibilitu, využívá stávající kód, k introspekci
aktivacˇních záznamu˚ je prˇistupováno stejneˇ jako k introspekci ostatních objektu˚. Nevý-
hodou je kromeˇ složiteˇjší sémantiky neˇkterých speciálních metod prˇedevším velmi vy-
soká režie. Režie vzniká prˇedevším prˇi vytvárˇení objektu pro každý aktivacˇní záznam a
ten se vytvárˇí prˇi každém spušteˇní metody. Další režie vzniká prˇi prˇístupu k lokálním slo-
tu˚m, kdy dochází k normálnímu prohledávání slotu˚. Všechny tyto akce jsou vykonávány
velmi cˇasto, proto se každé zdržení znacˇneˇ projeví.
Úpravy, které jsou popsány v následujícím textu, mírneˇ meˇní sémantiku aktivacˇních
záznamu˚, porušuje to tedy jedno z mých návrhových pravidel. Výsledná sémantika je
42
však prˇehledneˇjší a odstranˇuje neˇkteré speciální prˇípady. Navíc ve výsledku se jedná
jen o zmeˇnu v chování v pomeˇrneˇ okrajových prˇípadech a dopad na existující kód je
minimální30. Výkonnostneˇ se jedná o pomeˇrneˇ velký prˇínos a je možné na tuto úpravu
navázat další optimalizace. Proto jsem se rozhodl provést tuto zmeˇnu.
Podstatou zmeˇny je, že aktivacˇní záznam již není reprezentován objektem. Instrukce
pro odeslání lokálních zpráv, které mají stejné jméno jako lokální sloty nebo parametry,
jsou nahrazeny speciálními instrukcemi. Lokální sloty jsou uloženy v poli. V tomto poli
leží na zacˇátku parametry a za nimi pak lokální sloty definované v metodeˇ.
Nové instrukce:
• PUSH_LOCAL – Vložení obsahu lokálního slotu na zásobník.
• PUSH_OUTER_LOCAL – Vložení obsahu lokálního slotu z vneˇjšího aktivacˇního zá-
znamu na zásobník.
• UPDATE_LOCAL – Odebere ze zásobníku objekt a uloží ho do lokálního slotu.
• UPDATE_OUTER_LOCAL – Odebere ze zásobníku objekt a uloží ho do vneˇjšího lo-
kálního slotu
• PUSH_SELF – Vloží na zásobník self.
• PUSH_LOCAL_CONTEXT –Vloží na zásobník LocalContext.
Instrukce PUSH_LOCAL a UPDATE_LOCALmají jeden parametr a tím je porˇadové cˇíslo
lokálního slotu. Instrukce PUSH_OUTER_LOCAL a UPDATE_OUTER_LOCAL jsou použity
prˇi cˇtení a zápisu lokálních slotu˚ do vneˇjších aktivacˇních záznamu˚ prˇi použití closures.
Tyto instrukce mají dva parametry, porˇadové cˇíslo lokálního slotu a pocˇet zanorˇení vu˚cˇi
aktivacˇnímu záznamu, který drží lokální sloty.
Instrukce PUSH_SELF je použita, pokud je zaslána lokální zpráva self. V prˇedcho-
zích verzích byl do objektu aktivacˇního záznamu vložen kromeˇ parametru˚ a lokálních
slotu˚ také slot self31. Tato instrukce tedy slouží jako náhrada za tento slot.
Instrukce PUSH_LOCAL_CONTEXT je vložena prˇi zaslání lokální zprávy localContext.
Tato instrukce nijak nekoresponduje s chováním prˇedchozích verzí, ale je zde kvu˚li za-
chování možnosti introspekce aktivacˇního záznamu. Aktivacˇní záznam není objekt a
tedy pu˚vodní možnosti introspekce již nefungují. Tato instrukce umožnˇuje vytvorˇit ob-
jekt LocalContext, který zprˇístupní data v aktivacˇním záznamu.
V tabulce 7 je uvedeno výkonnostní srovnání starých a nových instrukcí.
30Jediný prˇípad, kdy musel být upraven zdrojový kód napsaný v jazyce Kreatrix, byl jeden regresivní
test, který kontroloval okrajový prˇípad. Žádný další kód v du˚sledku této sémantické zmeˇny nemusel být
zmeˇneˇn.
31Tento slot obsahoval objekt, který byl prˇíjemcem zprávy, prˇi které došlo ke spušteˇní metody. Jedná se
tedy o stejný význam, jaký mají klícˇová slova self nebo this naprˇ. ve Smalltalku nebo Javeˇ.
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Benchmark Cˇas 1 (ms) Cˇas 2 (ms) Rozdíl Rozdíl v %
gc 2166 2168 2 0,092%
mdispatch 1946 1617 -329 -16,906%
t1_recursive 1324 1035 -289 -21,827%
t1_sort 2216 1268 -948 -42,779%
t1_sum 408 220 -188 -46,078%
ccounter 216 157 -59 -27,314%
graph 242 177 -65 -26,859%
wcounter 669 465 -204 -30,493%
world 4825 3301 -1524 -31,585%
sgfplayer 1125 818 -307 -27,288%
Tabulka 7: Výsledky výkonnostních testu˚ prˇi použití starého formátu instrukcí (Cˇas 1) a
nového formátu instrukcí (Cˇas 2).
8.1.3 Cache literálu˚
Spolu s novými instrukcemi bylo také zmeˇneˇno chování instrukcí, které vkládají na zá-
sobník literály. Prˇedchozí podoba instrukcí obsahovala za prvním bytem data, ze kterých
byl pak vytvorˇen daný objekt. Pro každý typ literálu existovala zvláštní instrukce.
V nové podobeˇ instrukcí už existují jen dveˇ instrukce: PUSH_LITERAL a PUSH_LIST32.
Parametrem instrukce PUSH_LITERAL je pozice v tabulce literálu˚. Samotná tabulka lite-
rálu˚ je vytvorˇena prˇi natažení metody do virtuálního stroje. Literály jsou tedy vytvorˇeny
již prˇed prvním spušteˇním. Prˇed touto optimalizací byly vytvárˇeny znovu vždy v kaž-
dém spušteˇní metody.
8.2 Rozšírˇené instrukce
Základní bytekód je sám o sobeˇ velmi abstraktní, kromeˇ neˇkolika pomocných instrukcí
umí „jen“ zasílat zprávy a vkládat literály. Bytekód nijak nedefinuje konstrukce pro pod-
mínky, cykly a další základní funkcionalitu. Toto vše je zahrnuto v základní knihovneˇ.
Z toho plyne velká flexibilita a je možné dynamicky témeˇrˇ cokoli zmeˇnit.
Nevýhodou takto abstraktního bytekódu je praktická nemožnost provádeˇt optima-
lizace v dobeˇ prˇekladu. Prˇekladacˇ v dobeˇ kompilace nemá informace, jak budou dané
objekty reagovat na zaslané zprávy.
Jedním z možných rˇešení je upustit od úplné abstrakce všech zpráv a neˇkterým jmé-
nu˚m cˇasto používaných zpráv prˇirˇadit konkrétní chování. Naprˇíklad zprávy ifTrue:
a ifFalse: jsou nejcˇasteˇji použity v souvislosti podmíneˇného vykonání kódu. Pokud
by chování teˇchto zpráv již bylo implicitneˇ definováno, tak mu˚že prˇekladacˇ tuto infor-
maci využít a nahradit dané zaslání zprávy instrukcemi pro podmíneˇný skok. Tím se
32Tato instrukce vytvárˇející seznam zu˚stala zachována, protože seznam není „normální“ literál. Jeho obsah
je jednak vytvárˇen dynamicky a navíc není nemeˇnný, což neumožnˇuje cachování.
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ušetrˇí pomeˇrneˇ velká režie spocˇívající ve vytvárˇení closure, vyhledání slotu a následném
spušteˇní a provedení metody.
Znacˇnou nevýhodou tohoto rˇešení je zhoršení ortogonality, protože vzniká množina
zpráv, které mají speciální pravidla chování. Navíc ve výše popsaném prˇíkladu nejen
že nejde redefinovat reakce na tyto zprávy pro standardní objekty, ale nelze tato jména
zpráv nadále použít i pro potrˇeby vlastních objektu˚33.
Pu˚vodneˇ jsem se touto optimalizací z du˚vodu teˇchto nevýhod nechteˇl hloubeˇji za-
bývat. Po provedení neˇkolika experimentálních testu˚ se však ukázalo, že výkonnostní
zlepšení mu˚že být velmi znatelné.
Do bytekódu byly proto zahrnuty rozširˇující instrukce pro neˇkteré základní kon-
strukce. Aby však došlo k minimalizaci ztráty flexibility z výše popsaných du˚vodu˚, mají
rozširˇující instrukce trochu složiteˇjší chování. Tyto instrukce jsou schopné, prˇi nesplneˇní
vstupních podmínek, zaslat normální zprávu. Tedy jako by v danémmísteˇ žádná zvláštní
instrukce nebyla. Jména zpráv tedy nejsou nijak speciální a uživatel je mu˚že volneˇ pou-
žívat ve svých objektech bez omezení.
Navíc je možné tuto vlastnost jednoduše vypnout, protože se jedná pouze o nasta-
vení prˇekladacˇe. Pokud chce uživatel plnou flexibilitu, stacˇí, aby prˇekladacˇ tyto instrukce
do výsledného bytekódu nevkládal. Vykonávání takto neoptimalizovaného kódu tedy
není nijak penalizováno, pokud je ve VMzakompilována podpora pro rozšírˇené instrukce.
8.2.1 Obecné fungování rozšírˇených instrukcí
V jazyce Kreatrix jsou konstrukce pro rˇízení toku kódu postaveny na closures. Pomocí
closures a metod ve standardní knihovneˇ jsou rˇešeny podmíneˇné skoky a cykly. Násle-
dující optimalizace funguje tak, že obsah closure je zkopírován prˇímo do bytecodu rodi-
cˇovské metody. Rˇízení toku kódu je pak realizováno pomocí rozšírˇených instrukcí.
Aby mohla být tato optimalizace provedena, musí být v danémmísteˇ zasílána zpráva
s konkrétním jménem. Dále, pokud je ocˇekávána jako parametr nebo jako cíl zprávy clo-
sure, musí být v daném místeˇ vkládána jako literál, aby prˇekladacˇ meˇl k dispozici kon-
krétní kód pro rozepsání. Samotná instrukce, vkládající closure na zásobník (PUSH_BLOCK),
je pak odstraneˇna. Rozšírˇené instrukce, které by daný blok potrˇebovaly využívat v nero-
zepsané podobeˇ, si nesou porˇadové cˇíslo bloku ve svých parametrech.
Rozepsání closure do rodicˇovského bloku je provádeˇno následovneˇ:
1. Vložení literálu˚, lokálních slotu˚ a seznamu s cˇísly rˇádku˚34.
2. Vytvorˇení neprˇímých bloku˚ (viz dále).
33Naprˇíklad v implementaci Smalltalku Squeak (http://www.squeak.org/) není možné používat
zprávy ifTrue: a ifFalse: pro vlastní objekty. Naopak v implementaci GNU Smalltalk (http://
smalltalk.gnu.org) to možné je.
34Jedná se o tabulku, ve které jsou cˇísla rˇádku˚ ze zdrojového souboru, na kterých se nachází prˇíkazy pro
odeslání zprávy. Tato tabulka je použita prˇi vyhození výjimky. Pomocí ní mu˚že být zjišteˇno, kterými místy
ve zdrojovém souboru procházel tok programu, když došlo k výjimce.
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3. Nahrazení instrukce pro zaslání zprávy rozšírˇenou instrukcí. V prˇípadeˇ neˇkterých
instrukcí je provedeno vložení dalších pomocných instrukcí. Naprˇíklad v prˇípadeˇ
cyklu˚ je vložena další instrukce za místo, do kterého je rozepsán bytekód z closure.
4. Samotné rozepsání kódu. Neˇkteré instrukce musí být prˇi rozepsání upraveny. Na-
prˇíklad pokud instrukce odkazuje do tabulky literálu˚ nebo lokálních slotu˚, musí
být zmeˇneˇny indexy.
Samotná closure po rozepsání do rodicˇovské metody však stále existuje, aby mohl být
prˇípadneˇ vykonán kód v neoptimalizované podobeˇ. Nevýhodou tohoto rˇešení je vyšší
pameˇt’ová nárocˇnost, protože bytekód, který deˇlá ve výsledku totéž, je prˇítomen dvakrát.
Tato nevýhoda je vyvážena menší ztrátou flexibility, která by jinak rozšírˇené instrukce
postihovala.
Pro snížení duplicit byl bytekód rozšírˇen naprˇíklad o neprˇímé bloky. Díky nim mu˚že
KxCodeBlock získat reference na jiné instance KxCodeBlock, které nejsou definovány
prˇímo uvnitrˇ neˇj. Pomocí tohoto mechanizmu mu˚že prˇekladacˇ zabránit duplicitním blo-
ku˚m, které by jinak vznikaly po rozepsání closure, která obsahuje vlastní closure.
8.2.2 Instrukce pro podmíneˇný skok
V této cˇásti budou popsány rozšírˇené instrukce pro podmíneˇné vykonání kódu. Základní





Všechny metody ocˇekávají jako parametr(y) bloky kódu bez parametru˚. Objekt true re-
aguje na zprávu ifTrue: tak, že parametr (blok) vyhodnotí a na zprávu ifFalse:
neprovede nic. Prˇesneˇ opacˇneˇ pak reaguje objekt false. Zprávy ifTrue:ifFalse: a
ifFalse:ifTrue: pak fungují analogicky a slouží ke stejnému úcˇelu jako konstrukce
„if/else“ naprˇ. v C nebo Javeˇ.
Prˇi optimalizaci pomocí rozšírˇených instrukcí jsou tyto zprávy nahrazeny teˇmito in-
strukcemi: IFTRUE, IFFALSE, IFTRUE_IFFALSE a IFFALSE_IFTRUE. První dveˇ in-
strukce prˇijímají dva parametry, cˇíslo bloku a pozici pro skok za rozepsaným bytekódem
z bloku.
Prˇi provádeˇní teˇchto instrukcí je nejprve oveˇrˇeno, zda na vrcholu zásobníku leží ob-
jekt true nebo false. Pokud by meˇl být parametr vykonán, pak je dále provádeˇn bytekód
za instrukcí. Protože za rozšírˇenou instrukcí leží vložený kód z bloku, je obsah bloku vy-
konán, aniž by musel být vytvárˇen objekt ScopedBlock a bez celé režie spojené s aktivací
CodeBlocku. Pokud daný blok nemá být vykonán, je proveden skok v bytekódu podle
druhého parametru, tedy za vložený bytekód.
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Pokud objekt na vrcholu zásobníku není true nebo false, pak je danému objektu za-
slána pu˚vodní zpráva (ifTrue: nebo ifFalse:, podle typu rozšírˇené instrukce). Pa-
rametrem zprávy je blok získaný z prvního parametru rozšírˇené instrukce. Následneˇ je
pak proveden skok za kód, který je vložen z bloku. Tímto dojde ke stejnému efektu, jako
kdyby byla vykonána pouze instrukce pro zaslání zprávy.
Instrukce ifTrue:ifFalse: a ifFalse:ifTrue: mají trˇi parametry: cˇíslo bloku,
pozici pro skok mezi bloky (v teˇchto instrukcích jsou rozepsány dva bloky) a pozici pro
skok za oba bloky. Celá funkcˇnost je analogická s prˇedchozím popisem. Jen za první
rozepsaný blok je navíc vložena instrukce JUMP pro nepodmíneˇný skok, po kterém je
skocˇeno za druhý rozepsaný blok.
8.2.3 Ukázka bytekódu prˇi použití rozširˇujících instrukcí pro podmíneˇné vykonání
kódu
Zdrojový kód v jazyce Kreatrix:
{
(x < 2) ifTrue: [ "X je menší než 2" println ].
}





send_keyword 2 1 (#ifTrue:)
pop
return_self










8.2.4 Instrukce pro cyklus – Prˇedem známý pocˇet opakování
Další oblastí, pro kterou byly zacˇleneˇny rozšírˇené instrukce, jsou cykly. Tato oblast je
rozdeˇlena na trˇi cˇásti, protože každá ze trˇí možností, jak vytvorˇit cyklus, funguje jinak
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než ostatní. Základní myšlenka prˇi prˇekladu a provádeˇní bytekódu však zu˚stává stejná
jako u podmíneˇného skoku.
Tato cˇást se zabývá cyklem, u kterého je znám pocˇet opakování prˇed zapocˇetím cyklu.
Tento cyklus poskytuje standardní knihovna pomocí metod v objektu Integer. Tyto me-
tody jsou ve slotech: repeat:, to:do: a to:by:do:.
• repeat: – Parametrem je blok bez argumentu˚. Tento blok je pak opakovaneˇ vyko-
náván v závislosti na hodnoteˇ prˇíjemce zprávy.
Naprˇíklad: 10 repeat: [ doSomething ]
• to:by:do: – První dva parametry musí být celé cˇíslo. Jako trˇetí parametr je ocˇeká-
ván blok s jedním argumentem. Prˇíjemce zprávy je startovní hodnota, se kterou je
blok vyhodnocen. Pak je k hodnoteˇ postupneˇ prˇicˇítán druhý parametr, dokud není
dosaženo prvního parametru. Po každém prˇicˇtení je blok vyhodnocen s aktuální
hodnotou.
Naprˇíklad: 0 to: x by: 2 do: [ :i | i println ].
• to:do: – Stejné chování jako to:do:by: jen prˇicˇítaná hodnota je 1.
Tyto zprávy jsou pak nahrazeny instrukcemi REPEAT, TODO a TOBYDO. Parametry in-
strukcí jsou: pozice pro skok za koncovou instrukci (viz dále) a cˇíslo bloku. U druhé a trˇetí
instrukce je navíc cˇíslo lokálního slotu. První dva parametry slouží podobneˇ jako u prˇed-
chozích instrukcí k zaslání pu˚vodní zprávy v prˇípadeˇ, že nejsou splneˇny podmínky pro
spušteˇní optimalizace. Podmínky pro tyto instrukce jsou: prˇíjemce zprávy musí být celé
cˇíslo a prˇípadné parametry mimo posledního musí být také celá cˇísla.
Za rozepsaný blok jsou pak vkládány instrukce REPEAT_END, TODO_END nebo TOBYDO_END.
Tyto instrukce zajistí kontrolu cˇítacˇe a prˇípadný skok kvu˚li opakování cyklu.
Když vykonávání dorazí do koncové instrukce, je na zásobníku objekt, který vznikl
prˇi vykonání kódu, který byl získán rozepsáním bloku. Tedy jako by byl blok vykonán.
Pod tímto objektem leží na zásobníku cˇítacˇ, koncová hodnota cˇítacˇe (v prˇípadeˇ TODO a
TOBYDO) a zmeˇna cˇítacˇe (v prˇípadeˇ TOBYDO).
Koncová instrukce oveˇrˇí pomocí cˇítacˇe, jestli cyklus koncˇí. Pokud koncˇí, pak jsou tyto
pomocné objekty odstraneˇny a následuje vykonávání kódu za koncovou instrukcí. Po-
kud cyklus bude opakován, je odstraneˇn objekt na vrcholu zásobníku (objekt vzniklý
z prˇedešlého výpocˇtu). Následneˇ je proveden skok na místo, kde zacˇíná kód pro cyklus.
8.2.5 Instrukce pro cyklus – Podmíneˇné opakování
Soucˇástí standardní knihovny jsou metody, které slouží k opakovanému vykonávání
kódu, dokud je splneˇna neˇjaká podmínka. Jedná se ometody objektu ScopedBlock: whileTrue,
whileFalse, whileTrue: a whileFalse:.
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Ukázka použití:
/* Ulož do slotu ’char’ první znak ze standardního vstupu,
který není mezera */
[ char << stdin readCharacter. char == ’ ’ ] whileTrue.
// Spocˇítá pocˇet rˇádku˚ v souboru
count = 0.
[ file readLine isNil ] whileFalse: [ count << count + 1 ].
Od prˇedchozích prˇípadu˚ se tyto konstrukce liší tím, že prˇíjemcem zpráv je prˇímo sa-
motný blok kódu. Z toho du˚vodu tedy není nutno v dobeˇ beˇhu oveˇrˇovat, jestli se na zá-
sobníku nenachází cizí typ objektu. Proto jsou rozšírˇené instrukce pro optimalizaci této
konstrukce mnohem jednodušší, nemusí rˇešit situaci se zasíláním pu˚vodní zprávy.
Prˇi této optimalizaci jsou použity následující instrukce. Všechny instrukce mají jen
jeden parametr a to o kolik bytu˚ se má skocˇit, pokud je splneˇna podmínka. Pokud pod-
mínka splneˇna není, pokracˇuje vykonávání kódu na další instrukci.
• JUMP_IFTRUE – Pokud je na vrcholu zásobníku objekt true, je ze zásobníku odstra-
neˇn a je proveden skok.
• JUMP_IFFALSE – Pokud je na vrcholu zásobníku objekt false, je ze zásobníku od-
straneˇn a je proveden skok.
• JUMP_IFNOTTRUE – Pokud na zásobníku není objekt true, je proveden skok. V opacˇ-
ném prˇípadeˇ je objekt true odstraneˇn ze zásobníku a vykonávání kódu pokracˇuje
na další instrukci.
• JUMP_IFNOTFALSE – Pokud na zásobníku není objekt false, je proveden skok.
V opacˇném prˇípadeˇ je objekt false odstraneˇn ze zásobníku a vykonávání kódu po-
kracˇuje na další instrukci.
8.2.6 Instrukce pro cyklus – Iterace prˇes kolekci
V základní knihovneˇ objekty typu List, String, Set a Dictionary obsahují slot foreach:.
Metody v tomto slotu ocˇekávájí jako parametr closure s jedním parametrem. Po spuš-
teˇní metody je postupneˇ aktivována tato closure prˇes všechny prvky, které daná kolekce
obsahuje.
Prˇíklad:
// Vypíše na standardní výstup všechny prvky kolekce
collection foreach: [ :each | each println ].
Aby však optimalizace této konstrukce nebyla vázána pouze na objekty ze základní
knihovny, byl prˇidán objekt Iterator. Proto mu˚že programátor vytvárˇet vlastní kolekce,
které dokáží využít optimalizace foreach:. Stacˇí pouze vyplnit patrˇicˇnou funkci do
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ObjectExtension. Pro konkrétní kolekci je možné vytvorˇit objekt Iterator. Ten pak po-
skytuje funkci „vyber další prvek“. Takto mohou instrukce FOREACH a NEXTITER projít
prˇes všechny prvky kolekce, která je libovolného typu.
Prˇi prˇekladu je odeslání zprávy foreach: nahrazeno instrukcí FOREACH. Pak je prˇe-
psán kód z closure. Za tento kód je vložena instrukce NEXTITER.
Instrukce FOREACHmá trˇi parametry: pozici pro skok za NEXTITER, cˇíslo lokální pro-
meˇnné a cˇíslo codeblocku. Pozice pro skok a cˇíslo codebloku slouží ke stejným úcˇelu˚m
jako v prˇedchozích instrukcích, tedy k simulaci chování bez optimalizace. Na rozdíl na-
prˇíklad od instrukcí pro podmíneˇný skok neocˇekává na zásobníku instrukce FOREACH
konkrétní objekt nebo konkrétní typ objektu. Aby byla splneˇna podmínka pro vykonání
optimalizované cˇásti, musí objektmít v ObjectExtension vyplneˇnou funkci iterator_
create a iterator_next.
Po zavolání iterator_create je vytvorˇen objekt Iterator. Z neˇj je vybrán první
objekt kolekce, který je vložen do patrˇicˇné lokální promeˇnné. Následneˇ je Iterator vložen
na zásobník a je provádeˇn další kód. Až je proveden celý kód, který vznikl vložením
z closure, následuje vykonání instrukce NEXTITER.
Tato instrukce má dva parametry: pozici pro skok na zacˇátek vloženého kódu (tedy
hned za instrukci FOREACH) a cˇíslo lokální promeˇnné. Když se zacˇne provádeˇt instrukce
NEXTIER, tak na vrcholu zásobníku leží objekt, který je výsledkem prˇedchozího výpocˇtu
a pod ním leží objekt Iterator. Pokud Iterator vrátí další objekt, pak je objekt na vrcholu
zásobníku odstraneˇn. Nový objekt, který je vrácen Iteratorem, je prˇirˇazen do lokálního
slotu. Poté se provede skok a tím další cyklus výpocˇtu closure pro další prvek kolekce.
Pokud Iterator již nevrátí další objekt, je ze zásobníku odstraneˇn (objekt, který je na
vrcholu zásobníku, tam zu˚stává). Tím je cyklus dokoncˇen a VM dále pokracˇuje ve vyko-
návání instrukcí za NEXTITER.
8.2.7 Výsledky výkonnostních testu˚
Výsledky výkonnostních testu˚ pro porovnání prˇínosu rozšírˇených instrukcí je možné na-
lézt v tabulce 8.
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Benchmark Cˇas 1 (ms) Cˇas 2 (ms) Rozdíl Rozdíl v %
bigobject 712 368 -344 -48,314%
gc 2731 2753 22 0,805%
mdispatch 876 626 -250 -28,538%
t1_recursive 504 305 -199 -39,484%
t1_sort 807 809 2 0,247%
t1_sum 170 141 -29 -17,058%
ccounter 91 40 -51 -56,043%
graph 95 81 -14 -14,736%
wcounter 304 304 0 0%
world 1648 1329 -319 -19,356%
sgfplayer 423 390 -33 -7,801%
Tabulka 8: Výsledky výkonnostních testu˚ verze 0.12.0 s vypnutými (Cˇas 1) a povolenými
(Cˇas 2) rozšírˇenými instrukcemi.
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9 JIT kompilace
JIT (Just-In-Time) kompilace, nebo také dynamická kompilace, je cˇastý zpu˚sob optimali-
zace používaný v jazycích s virtuálním strojem. Základním principem JIT kompilace je
provádeˇní prˇekladu do nativního strojového kódu procesoru až v dobeˇ beˇhu programu.
JIT kompilace tedy neprˇináší z pohledu programátora žádné nové vlastnosti, „pouze“ je
urychleno vykonávání programu.
Tato optimalizace se snaží získat výhody jak kompilovaného tak interpretovaného
kódu. Jde prˇedevším o tyto výhody:
• Kód zkompilovaný do nativního kódu procesoru beˇží rˇádoveˇ rychleji než interpre-
tovaný kód. Prˇeklad v dobeˇ vykonávání programu má navíc výhodu zisku beˇho-
vých informací o programu. Tyto informace prˇi normálním prˇekladu prˇed spuš-
teˇním nejsou dostupné. Jedná se jednak o statistické informace o beˇhu programu
a chování v urcˇitých místech, ale také informace o možnostech konkrétního hard-
waru, na kterém je program provádeˇn. Naprˇíkladmožnost zjišteˇní dostupnosti roz-
širˇujících instrukcˇních sad procesoru.
• Interpretovaný kód bývá veˇtšinou abstraktneˇjší a prˇenositelneˇjší. Není cˇasto tolik
svázán s konkrétní platformou.
Hlavní nevýhodou JIT kompilace je, že samotný prˇeklad v dobeˇ beˇhu spotrˇebovává
cˇas a zdroje, které by jinak byly využity pro samotné provádeˇní programu. Proti této
nevýhodeˇ je veˇtšinou postupováno tak, že není prˇekládán celý program. Jsou detekována
a prˇekládána pouze místa, která jsou v programu cˇasto využívána. Prostrˇedky spojené
s jejich kompilací se tedy díky efektivneˇjšímu vykonávání kritických míst rychle vrátí.
První nápady pro realizaci JIT kompilace se objevovaly od šedesátých let[8]. Mezi
první jazyky, které ve svých implementacích podporovaly základy JIT kompilace, patrˇí
naprˇíklad: Lisp, FORTRAN, BASIC. K jazyku˚m, které posunuly tuto technologii, také
patrˇí Smalltalk a Self35.
Obzvlášteˇ Self patrˇí mezi jazyky, které využívají JIT prˇeklad velmi intenzivneˇ. Self
byl primárneˇ experimentálním jazykem. Sun Microsystems pak využil poznatky získané
jeho vývojem prˇi práci na technologii HotSpot pro jazyk Java[9].
9.1 Knihovny pro JIT kompilaci
Protože by bylo velmi obtížné implementovat a udržovat vlastní knihovnu pro generátor
nativního kódu pro ru˚zné architektury procesoru˚, rozhodl jsem se použít existující rˇešení.
Dále v textu následuje strucˇný popis trˇí knihoven, které jsem zvažoval prˇi výbeˇru.
35Dva jazyky, ze kterých mj. vychází Kreatrix.
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9.1.1 Knihovna libjit
Knihovna libjit je knihovna primárneˇ zameˇrˇená pro JIT kompilaci ve virtuálních strojích
programovacích jazyku˚. Vznikla jako soucˇást projektu DotGNUPortable.NET36. Knihov-
na je však plneˇ nezávislá na tomto projektu a mu˚že být použita samostatneˇ.
Cílem knihovny je poskytnout funkce pro pokrytí problematiky JIT kompilace s ma-
ximální univerzálností, bez svázání k neˇjakému konkrétnímu jazyku. Libjit neposkytuje
kompletní virtuální stroj jako naprˇíklad LLVM (viz dále).
Knihovna je implementována v jazyce C a poskytována pod licencí GPL ve verzi 237.
Ve verzi 0.10.0 umožnˇuje generovat nativní kód pro tyto architektury: x86, x86-64, ARM
a Alpha. Pro architektury, které nejsou prˇímo podporovány, je použit interní interpreter.
Základem fungování libjit je na platformeˇ nezávislý trˇíadresový kód, který je sesta-
vován voláním patrˇicˇných funkcí. K dispozici je „neomezený“ pocˇet promeˇnných, které
pak prˇi kompilaci knihovna sama mapuje na registry konkrétního procesoru. API po-
skytuje základní funkce jako manipulace s obsahem promeˇnných, základní pocˇetní ope-
race, volání funkcí, atp. Poskytuje však také složiteˇjší konstrukce, jako naprˇíkladmožnost
vytvorˇit vnorˇené funkce, které mají možnost pracovat s promeˇnnými uvnitrˇ rodicˇovské
funkce38.
Po sestavení trˇíadresového kódu funkce je možné nechat vygenerovat nativní kód
procesoru. K dispozici jsou dveˇ možnosti: bud’ okamžitá kompilace, nebo „líný“ prˇistup,
kdy je provedena kompilace až po prvním zavolání dané funkce. Je také možné prˇi kom-
pilaci nastavovat úrovenˇ optimalizace výsledného kódu.
Dokumentace ke knihovneˇ není prˇíliš bohatá, ale je celkem dostacˇující. K dispozici je
také základní tutoriál a ukázková implementace Pascalu, která plneˇ využívá libjit. API
je velmi dobrˇe navrženo, pojmenování funkcí je prˇehledné. Po naucˇení základních prin-
cipu˚ je pak používání knihovny bezproblémové. Dokumentace obsahuje také návod, jak
prˇidat podporu pro další architekturu.
API poskytuje také neˇkolik funkcí pro ladeˇní kódu. Je možné nechat vypsat výsledný
tvar funkce v trˇíadresovém kódu nebo vypsat zkompilovaný tvar funkce v jazyce sym-
bolických adres (syntaxe AT&T).
Pu˚vodní domovská stránka http://www.southern-storm.com.au již pravdeˇ-
podobneˇ zanikla. Stažení nových verzí a online dokumentace je k nalezení naprˇíklad
zde: http://demakov.com/projects/index.html#libjit.
Emailová konference dotgnu-libjit@gnu.org není prˇíliš aktivní. Podle ní soudím, že
projekt se již aktivneˇ nevyvíjí a setrvává spíše ve fázi údržby. Reakce autoru˚ na nale-
zené chyby a prˇijímání patchu˚ je však rychlá. Z konference lze také videˇt, že knihovna je
používána i mimo projekt DotGNU Portable.NET.
36DotGNU Portable.NET je implementace Common Language Infrastructure (CLI) známeˇjšího pod ná-
zvem „.NET“. Více informací o tomto projektu je možné nalézt na stránkých http://dotgnu.org/
37http://www.gnu.org/licenses/old-licenses/gpl-2.0.html
38Toto chování je naprˇíklad použito v jazyce Pascal.
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9.1.2 Knihovna GNU lightning
Knihovna GNU lightningmá podobné cíle jako knihovna libjit. Vytvorˇit abstraktní vrstvu
pro generování nativního kódu vhodnou pro tvorbu JIT prˇekladacˇe. Od libjit se však
v mnohém liší. GNU lightning je vu˚cˇi libjit relativneˇ malá a „odlehcˇená“ knihovna. Ve
verzi 1.2 jsou podporovány tyto architektury: x86, PowerPC a SPARC.
GNU lightning z pohledu programátora-uživatele vytvárˇí abstraktní RISC procesor.
Tento procesor má 6 obecných registru˚ a 6 registru˚ pro uchování cˇísel v plovoucí rˇadové
cˇárce. Dostupné instrukce jsou pak beˇžné instrukce RISC procesoru˚.
Prˇi generování nativního kódu se snaží knihovna spotrˇebovat minimum prostrˇedku˚,
generování je pomeˇrneˇ rychlé a pameˇt’oveˇ nenárocˇné. Zpu˚sob vytvárˇení abstraktního
kódu je podobný jako v prˇípadeˇ libjit.
Knihovna má však díky své jednoduchosti neˇkolik nevýhod. Mezikód, který je vstu-
pem pro knihovnu, má omezený pocˇet registru˚, takže rozvržení dat mezi neˇ musí rˇe-
šit uživatel knihovny sám. Knihovna dále neprovádí žádné další optimalizace, veˇtšinou
pouze prˇemapuje virtuální instrukce na skutecˇné pro daný procesor.
GNU lightning dále neposkytuje žádné nástroje pro ladeˇní výsledného kódu. Jedinou
možností tak zu˚stává prˇímo vygenerovaný kód, což ovšem vyžaduje znalost instrukcˇní
sady procesoru, pro který byl kód vygenerován.
Dokumentace není prˇíliš rozsáhlá, ale vzhledem k rozsahu knihovny je dostacˇující.
Obsahuje neˇkolik ukázkových prˇíkladu˚, na kterých je demonstrováno generování kódu.
Popsán je také zpu˚sob, jak prˇidat podporu pro další architekturu procesoru.
Knihovna je implementována v jazyce C a poskytována pod licencí GPL verze 2. Do-
movskou stránku projektu je možné nalézt zde: http://www.gnu.org/software/
lightning/. Poslední verze, pro kterou je uvolneˇn balícˇek, je verze 1.2 z roku 2004.
Emailová konference je však stále pomeˇrneˇ živá a v repositárˇi projektu v soucˇasné dobeˇ
(léto 2008) stále prˇibývají patche.
Projekty, které využívá GNU lightning, jsou naprˇíkladGNUSmalltalk39 a GNUCLISP40.
Existuje také projekt froofyJIT41. Tento projekt slouží jako C++ obal pro GNU lightning a
prˇináší další možnosti v zápisu virtuálního kódu.
Prˇidat tuto knihovnu k vlastnímu programu je velmi jednoduché, pokud projekt po-
užívá Autotools42. Slouží k tomu skript lightningize, který zarˇídí veˇtšinu práce. Pak
pouze stacˇí prˇidat jeden rˇádek do configure.ac. Po tomto nastavení se pokusí configure
prˇi instalaci najít GNU lightning v systému, Pokud není knihovna nalezena, použije se







LLVM43 je kolekce nástroju˚ a knihoven, zahrnující prˇekladacˇ a instrukcˇní sadu virtuál-
ního RISC procesoru. LLVM je velký projekt a možnostmi daleko prˇesahuje „pouhou“
JIT knihovnu. Knihovna dokáže generovat také statický kód. Možnosti použití se pohy-
bují od kompilování plneˇ statických jazyku˚ po tvorbu abstraktních virtuálních stroju˚ pro
dynamické jazyky.
LLVMdokáže generovat statický kód pro celou rˇadu architektur. JIT prˇeklad jemožný
pro x86, x86-64 a PowerPC.
Knihovny a nástroje LLVM jsou napsány v C++. Knihovna je uvolneˇna pod licencí
University of Illinois Open Source License44. Tato licence je certifikovanou open source
licencí45.
LLVM je pomeˇrneˇ velký nástroj a uvádím ji zde hlavneˇ jako alternativu. Pro potrˇeby
JIT kompilace v Kreatrix je prˇíliš komplexní a bylo by obtížné ji integrovat do soucˇasné
implementace.
9.2 JIT kompilace
Z výše uvedených knihoven jsem si vybral pro implementaci v Kreatrix knihovnu libjit a
to prˇedevším z du˚vodu snadneˇjšího vytvárˇení mezikódu, protože není omezena na fixní
pocˇet registru˚. Dalším argumentem pak bylo mnohem snazší ladeˇní. Tyto vlastnosti prˇe-
vážily nad GNU lightning, prˇestože bych jinak preferoval menší a jednodušší knihovnu.
9.2.1 Generování mezikódu
Prvním krokem k získání metody, která je zakompilována do podoby nativního kódu,
je dekompilace jejího bytekódu. Dekompilovaný bytekód je reprezentován seznamem
struktur KxInstructionWrapper. Tento seznam je vstupempro generovánímezikódu,
který pak slouží jako vstup pro knihovnu libjit. Celý postup od bytekódu k JIT-kompi-
lované metodeˇ zachycuje obrázek 4. Prˇíklad kódu, který je generován mezi jednotlivými
fázemi, je v prˇíloze A.
Mezikód je trˇíadresový kód. To znamená, že každá instrukce je popsána jménem in-
strukce, maximálneˇ dveˇma vstupními parametry a adresou pro uložení výsledku. Tento
kód je pak prˇeveden pomocí libjit do nativního kódu procesoru.
Generování trˇíadresového kódu je provádeˇno postupným pru˚chodem prˇes instrukce
bytekódu. Prˇi tomto pru˚chodu jsou navíc získávány informace o stavu zásobníku virtu-
álního stroje. Pomocí této informace je pak možné detekovat neˇkterá zbytecˇná zvedání
cˇítacˇe referencí pro objekty procházející zásobníkem.






Obrázek 4: Postup JIT kompilace
9.3 Omezení soucˇasné implementace JIT
Jeden z problému˚ použití libjit je zpu˚soben tím, že metody v Kreatrix jsou obycˇejné ob-
jekty, které mohou být odstraneˇny. Libjit ale neumí uvolnit pameˇt’ prˇideˇlenou již jednou
zakompilované metodeˇ. Tento problém není nijak zásadní, metody v beˇžném programu
zas tak cˇasto nezanikají. Prˇesto ale v neˇkterých situacích mu˚že dojít k potížím. Naprˇí-
klad prˇi zpu˚sobu vývoje, který je cˇastý ve Smalltalkových prostrˇedích, kdy je program
vytvárˇen za chodu.
Další omezení soucˇasné implementace pramení z toho, že vznikla prˇevážneˇ jako proof-
of-concept. Implementace není úplneˇ kompletní, naprˇíklad nedokáže zkompilovat složi-
teˇjší metody. Narozdíl od ostatních optimalizací v této práci nemámv plánu JIT kompilaci
prozatím zacˇlenit do hlavního stromu Kreatrix.
Soucˇasná verze však ukázala, že vytvorˇení JIT je možné a mu˚že pomoci v návrhu
dalších optimalizací do budoucna.
9.4 Výkonnostní srovnání prˇi použití JIT
V tabulce 9 jsou uvedeny výsledky výkonnostních testu˚ veˇtveˇ s JIT prˇekladacˇem vu˚cˇi
verzi 0.11.0. Veˇtev s JIT kompilací byla pu˚vodneˇ založena na verzi 0.10.0 a pozdeˇji slou-
cˇena s verzí 0.11.0. Verze 0.12.0 už obsahuje prˇíliš velké zmeˇny, aby bylo možné soucˇas-
nou podobu JIT jednoduše používat. Z toho du˚vodu je proveden test vu˚cˇi verzi 0.11.0.
Test s JIT kompilací probíhal tak, že byly na pocˇátku všechny metody, u kterých je to
možné, prˇed meˇrˇeným úsekem testu JIT kompilovány. Prˇi reálném nasazení by pak byla
využívána detekce kritických míst (viz kapitola 7.5).
Výsledky JIT kompilace, myslím, vypadají velmi optimisticky. Prˇestože JIT prˇekladacˇ
umí prˇeložit v soucˇasné implementaci jen pomeˇrneˇ jednoduché metody, jsou výsledky
testu˚ výrazné. V kombinaci s rozšírˇujícími instrukcemi a inline cache by mohl být vý-
sledný výkon velmi dobrý.
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Benchmark Cˇas 1 (ms) Cˇas 2 (ms) Rozdíl Rozdíl v %
bigobject 2479 2077 -402 -16,216%
gc 1697 2389 692 40,777%
mdispatch 1225 911 -314 -25,632%
t1_recursive 783 732 -51 -6,513%
t1_sort 1048 428 -620 -59,160%
t1_sum 214 197 -17 -7,943%
ccounter 137 132 -5 -3,649%
graph 148 119 -29 -19,594%
wcounter 398 214 -184 -46,231%
world 2873 2538 -335 -11,660%
sgfplayer 695 578 -117 -16,834%
Tabulka 9: Výsledky výkonnostních testu˚ prˇi Kreatrix s JIT prˇekladacˇem (Cˇas 2) vu˚cˇi
verzi 0.11.0 (Cˇas 1).
Prˇidat podporu JIT kompilace do zmeˇn ve verzi 0.12.0 však ješteˇ vyžaduje vyrˇešit
neˇkteré dílcˇí problémy. Navíc by to velmi ztížilo prˇípadné zmeˇny ve virtuálním stroji.
Protože se chci vyhnout prˇílišnému svázání implementace, zu˚stává JIT kompilace nadále
jako samostatná veˇtev.
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10 Profilování programu˚ vytvorˇených v Kreatrix
Doposud byly obsahem této práce zpu˚soby, jak obecneˇ zefektivnit vykonávání kódu
ve virtuálním stroji. Jednalo se víceméneˇ o transparentní zmeˇny z pohledu programátora
v Kreatrix. Pro efektivní vykonávání programu je ale také du˚ležité, aby programátor,
který se nezajímá o vnitrˇní stavbu Kreatrix, mohl jednoduše analyzovat svu˚j program
a nalézt v neˇm výkonnostneˇ problémová místa. Z tohoto du˚vodu jsem vytvorˇil modul
profiler.
Existují dva základní prˇístupy k profileru: deterministický a statistický. Determinis-
tický zaznamenává cˇas trvání pro každou provedenou funkci. Naopak statistický pouze
„vzorkuje“ beˇh programu. Výhodou deterministického jsou prˇesneˇjší výsledky. Nevýho-
dou je vysoká režie a z toho vyplývající zpomalení sledovaného programu. Statistický
poskytuje méneˇ prˇesná cˇísla, ale jeho dopad na beˇh programu je výrazneˇ menší.
Modul profiler poskytuje deterministický profiler. Kreatrix je v soucˇasné podobeˇ
interpretovaným jazykem a tedy samotné vykonávání bytekódu má relativneˇ velkou re-
žii. Proto náklady spojené s beˇhem deterministického profileru nejsou prˇíliš výrazné.
10.1 Použití profileru
Použití asi nejlépe demonstruje prˇíklad:
import: "profiler".
runProfiler = { |stat|
stat << profiler profileBlock: [







Blok prˇedaný zpráveˇ profileBlock: je proveden a prˇi jeho provádeˇní jsou sbírána
profilovací data. Výsledek je pak zapsán do dvou HTML souboru˚. V každém souboru
jsou data setrˇídeˇna podle jiného kritéria.
Jak mu˚že vypadat HTML výstup, je možné videˇt na obrázku 5. Všechny cˇasy jsou
uvedené v sekundách. V závorce je pak procentuální vyjádrˇení cˇasu vu˚cˇi celkovému cˇasu.
Jak je videˇt z obrázku, je zaznamenána celková doba beˇhu profilované cˇásti, kolikrát byl
spušteˇn garbage collector a jak dlouho trvalo jeho zpracování.
V tabulce je pak zaznamenán každý aktivovatelný objekt, který byl v dobeˇ sledo-
vání spušteˇn. Sloupce v tabulce obsahují následující informace: pocˇet aktivování daného
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Obrázek 5: Výrˇez HTML výstupu z modulu profiler
objektu (count), cˇas strávený prˇi vykonávání objektu (time), celkový cˇas strávený pro-
vádeˇním objektu vcˇetneˇ zpracování zpráv, které daný objekt zaslal (cumulative time).
Sloupec „Object message“ obsahuje jméno objektu, ve kterém se aktivovaný objekt na-
chází a zprávu, která zpu˚sobila aktivaci objektu. Poslední sloupec pak obsahuje infor-
maci o umísteˇní objektu: jméno souboru a cˇíslo rˇádku, prˇípadneˇ informaci, že se jedná
o CFunction.
10.2 Implementace profileru
Základní nutností, kteroumodul profiler potrˇebuje ke své cˇinnosti, je informace o tom,
že byl neˇjaký objekt aktivován. Každý aktivovatelný objekt má v ObjectExtension
vyplneˇn ukazatel na funkci activate, viz podkapitola 3.1.3. Prˇi aktivaci objektu je tato
funkce zavolána.
Pokud je zahájeno profilování, nahradí profiler v aktivovatelných objektech tuto funkci
za vlastní. Tato nová funkce pak zavolá tu pu˚vodní. Navíc ale profiler získá informaci o
spušteˇní a dokoncˇení aktivace daného objektu.
Toto rˇešení má neˇkolik výhod. Aby mohl profiler fungovat, není trˇeba nijak speci-
álneˇ upravovat cˇi kompilovat virtuální stroj. Navíc je možné profilaci libovolneˇ zapínat a
vypínat, jak je potrˇeba. Prˇi pozastaveném sledování pak není rychlost virtuálního stroje
nijak ovlivneˇna profilerem.
Získaná data jsou ukládána do objektu PTracker. Pro každý aktivovatelný objekt,
který byl v dobeˇ sledování alesponˇ jednou aktivován, je PTracker vytvorˇen. Každý
PTracker sleduje vždy jeden objekt. Do PTrackeru jsou zaznamenávány tyto údaje:
• counter – Pocˇítadlo aktivací sledovaného objektu.
• cumulative_time – Celkový cˇas, který zabralo provádeˇní aktivace objektu vcˇetneˇ
cˇasu zpracování zpráv, které byly zaslány v rámci této aktivace.
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• children_time – Cˇas, po který byl objekt aktivován, ale nebyl provádeˇn jeho
vlastní kód. Cˇistý cˇas zpracování objevující se na výstupu profileru je rozdíl mezi
cumulative_time a children_time.
• is_running – Prˇíznak urcˇující jestli je sledovaný objekt práveˇ provádeˇn. Slouží
k detekci rekurzivního volání.
• tracked_messages – Pole se jmény zpráv a vlastníky slotu˚, kterˇí zpu˚sobili spuš-
teˇní objektu.
Když dojde k aktivaci objektu, jsou vykonány následující akce:
1. Z globální promeˇnné je získán aktuálneˇ beˇžící PTracker (dále jako rodicˇovský
PTracker).
2. Z aktivovaného objektu je získán PTracker (dále jako aktuální PTracker). Tento
PTracker je nastaven jako aktuálneˇ beˇžící.
3. Je zaznamenán aktuální cˇas.
4. Je spušteˇna pu˚vodní activate.
5. Po dokoncˇení activate je zmeˇrˇen cˇas a doba beˇhu je prˇipsána do aktuálního
PTrackeru do položky cumulative_time. Do rodicˇovského PTrackeru je cˇas
prˇicˇten do položky children_time. Pokud se ale jedná o rekurzivní volání, je
v rodicˇovském PTrackeru naopak cˇas odecˇten.
6. Jako aktuálneˇ bežící PTracker je vrácen pu˚vodní rodicˇovský PTracker.
Aby byl PTracker co nejrychleji dosažitelný, je vkládán prˇímo do aktivovatelných
objektu˚. V prˇípadeˇ CFunction do pomocných objektu˚ a v prˇípadeˇ CodeBlock jako
skrytý literál.
Pokud je v pru˚beˇhu sledování spušteˇn garbage collector, je jeho spušteˇní a cˇas za-
znamenán. Doba beˇhu GC je pak prˇicˇtena do children_time naposledy aktivovaného
objektu.
10.3 Další vlastnosti profileru
Prˇi používání profileru je nutné brát ohled na omezenou prˇesnost hodin a také, že pro-
filer prˇidává vlastní režii do programu. Tyto faktory mohou zkreslit výsledky u velmi
krátkých metod.
Dále je také trˇeba brát v úvahu, že cˇas zpracování zpráv, ve kterých je výsledkem
neaktivovatelný objekt, je prˇicˇítán objektu, který zprávu zaslal. Cˇas strávený vyhledává-
ním objektu ve slotech, i v prˇípadeˇ aktivovatelných objektu˚, je také zapocˇítán zasilateli
zprávy.
Soucˇasná implementace je omezena pouze na jednovláknové programy. Vytvárˇet vlá-
kna se spušteˇným profilerem je sice možné, ale výsledky profileru pak budou zkreslené.
Do budoucna plánuji rozšírˇit podporu i pro vícevláknové programy zhruba stejným zpu˚-
sobem, jakým nyní funguje zapocˇítávání beˇhu GC.
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11 Srovnání s implementacemi jiných jazyku˚
Cílem této kapitoly je provést srovnání rychlosti implementace Kreatrix s implementa-
cemi podobných jazyku˚. Toto srovnání je však pomeˇrneˇ hrubé a výsledky jsou spíše ori-
entacˇní. Testy, na kterých byla meˇrˇení provádeˇna, jsou celkem jednoduché a v rozsáhlej-
ších programech se mohou výsledky lišit.
Pro maximální objektivnost jsem použil výkonnostní testy z projektu The Computer
Language Benchmarks Game46. Do této souteˇže mu˚že kdokoli zaslat svou vlastní verzi
testu pro daný jazyk a tato verze bude zarˇazena, pokud bude lepší než dosavadní verze.
Souteˇž už beˇží neˇkolik let, a domnívám se tedy, že by nemeˇlo dojít k chybným výsledku˚m
z du˚vodu nekvalitní implementace.
11.1 Srovnávané jazyky
Ke srovnání jsem vybral implementace teˇchto jazyku˚: Python, Io, Ruby a PHP. Srovná-
vané jazyky jsem vybral podle toho, že mají podobné vlastnosti, cíle nebo rozsah poten-
ciálního nasazení jako Kreatrix.
Všechny cˇtyrˇi jazyky jsou dynamicky typované, interpretované a podporují objektoveˇ
orientované programování. Stejneˇ jako Kreatrix mají také virtuální stroj implementován
v jazyku C.
Testy jsem spoušteˇl na standardních instalacích jednotlivých implementací bez pou-
žití urychlovacích nástroju˚ (jako naprˇíklad Psyco47 pro Python). Kreatrix byla testována
na verzi 0.12.0. Tato verze obsahuje všechny úspeˇšné optimalizace popsané v této práci,
s výjimkou JIT kompilace. Veˇtev s JIT kompilátorem není do 0.12.0 zahrnuta a ani prˇi
tomto srovnání nebyla použita.
11.1.1 Python
Python je interepretovaný, dynamický, objektoveˇ orientovaný jazyk. Ve své kategorii
dnes jeden z nejpopulárneˇjších a je široce používán. Implementace Pythonu mi byla in-
spirací prˇi práci na Kreatrix.
Python navrhl v roce 1990 Guido van Rossum. Domovskou stránku projektu je možné
nalézt na adrese http://www.python.org. Výkonnostní test byl provádeˇn na verzi
2.5.2.
11.1.2 Io
Io je jazyk založený na prototypech, prˇevážneˇ inspirován Smalltalkem, Selfem, Newton-
Scriptem a Lispem. Tento jazyk byl jedním z hlavních vzoru˚ prˇi návrhu Kreatrix. Io není
prˇíliš známým jazykem, prˇestože obsahuje spoustu zajímavých nápadu˚. Jedno z nejzná-





Autorem Io je Steve Dekorte, který zacˇal pracovat na projektu v roce 2002. Domovská
stránka projektu se nalézá na adrese: http://iolanguage.com/. Pro testování jsem
použil verzi 20080120 z Git repositárˇe projektu.
11.1.3 Ruby
Ruby je další ze zástupcu˚ dynamických objektových jazyku˚. Je inspirován prˇedevším
jazyky Perl a Smalltalk. Nejznámeˇjší použití je asi ve webovém frameworku Ruby on
Rails49. Autorem jazyka je Yukihiro Matsumoto. Projekt sídlí na adrese: http://www.
ruby-lang.org/. Pro testování jsem použil verzi 1.8.6.
11.1.4 PHP
PHP je známo prˇedevším jako skriptovací jazyk používaný pro tvorbu webových strá-
nek. Objektoveˇ orientované programování se poprvé objevilo ve verzi 3. V dalších ver-
zích však bylo znacˇneˇ zmeˇneˇno. Osobneˇ nepovažuji návrh tohoto jazyka za prˇíliš pove-
dený. PHP je však používáno ve velkém meˇrˇítku, takže pro úcˇely tohoto srovnávacího
testu se hodí.
Projekt byl zahájen v roce 1994 a jeho pu˚vodním autorem byl Rasmus Lerdorf. Stránky
projektu je možné nalézt na adrese: http://php.net/. Pro testování jsem použil verzi
5.2.6.
11.2 Testy
Vybral jsem 4 testy, na kterých jsem provedl meˇrˇení. Odkazy na kompletní zadání testu
uvádím jako poznámky pod cˇarou. Jedná se o tyto testy:
• recursive – Tento test provede naivním rekurzivním zpu˚sobem výpocˇet trˇí funkcí:
Ackermanovu funkci, Fibbbonacˇiho funkci a TAK funkci.50
• n-body – Modelování orbity neˇkolika planet.51
• k-nucleotid – Test nacˇte rˇeteˇzec DNA a pak provádí vyhledávání vzorku˚ podle veli-
kosti.52











Jazyk Recursive N-body Nsieve K-nucleotid
Kreatrix 8.34 13.52 46.26 0.745
Python 8.22 8.26 8.85 0.218
Ruby 16.45 17.68 68.87 0.621
PHP 11.82 10.02 23.95 0.408
Io 69.55 14.50 9665 Není k dispozici
Tabulka 10: Výsledky srovnávacích testu˚. Cˇíslo oznacˇuje délku beˇhu testu v sekundách.
11.3 Porovnání výsledku˚ výkonnostních testu˚
V tabulce 10 jsou uvedeny doby beˇhu jednotlivých testu˚. Na obrazcích 6, 7, 8 a 9 jsou pak
tytéž hodnoty zobrazeny jako sloupcové grafy.
Test recursive byl spušteˇn s parametrem 7, n-body s parameterem 200000 a nsieve s pa-
rametrem 11. Test k-nucleotid byl provádeˇn nad souborem s ukázkovým vstupem.
Prˇestože se jedná jen o velice hrubé porovnání, myslím, že tento test napovídá, že
Kreatrix mu˚že být s teˇmito jazyky po výkonnostní stránce pomeˇrneˇ dobrˇe srovnávána.
Slabinu Kreatrix vidím hlavneˇ v implementaci základní knihovny, která nedosahuje
takové rychlosti jako u konkurentu˚. Toto se nejvíce projevuje v test k-nucleotid. Naopak
samotná interpretace bytekódu je na srovnatelné úrovni.
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Obrázek 6: Graf doby beˇhu testu recursive
Obrázek 7: Graf doby beˇhu testu n-body
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Obrázek 8: Graf doby beˇhu testu nsieve
Obrázek 9: Graf doby beˇhu testu k-nucleotid
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12 Návrh dalšího postupu prˇi optimalizování Kreatrix
Výsledky v prˇedchozí kapitole naznacˇují, že Kreatrix se svým výkonem blíží koncepcˇneˇ
podobným jazyku˚m. Tyto jazyky se už vyvíjejí pomeˇrneˇ dlouho a neprˇedpokládám ra-
dikální skok v jejich výkonu. Z toho také usuzuji, že se Kreatrix se svým soucˇasným
konceptem virtuálního stroje blíží k výkonnostnímu limitu. Z tohoto du˚vodu vidím jako
možné pokracˇování jednu z následujících cest.
Nejjednodušší cestou je optimalizace pro konkrétní prˇípady, kdy budou naprˇíklad
prˇepsány do C neˇkteré cˇásti základní knihovny, prˇípadneˇ budou uvedeny nové rozšírˇu-
jící instrukce. Praktickým prˇíkladem by mohlo být vytvorˇení nového objektu Directory
(asociativní pole), který by byl specializován pouze na klícˇe z rˇeteˇzcu˚.
Výhodou tohoto prˇístupu je relativní jednoduchost implementace bez nutnosti meˇnit
jádro virtuálního stroje. Hlavní nevýhoda spocˇívá v tom, že takovéto optimalizace vedou
ke zrychlení jen pro specifické problémy a nejedná se o plošné zlepšení.
Druhá možnost je provádeˇt komplexní analýzu kódu, což by spolu s JIT prˇekladacˇem
mohlo prˇinést razantní urychlení. Bylo by ale nutné provést neˇkteré zmeˇny v implemen-
taci a virtuální stroj by se stal mnohem složiteˇjším a byl by hu˚rˇe prˇenositelný. Také by
bylo nutné vyrˇešit problémy, jak zachovat pomeˇrneˇ velkou dynamicˇnost jazyka.
Trˇetí možností je pak upustit od soucˇasného virtuálního stroje a použít existující
projekt specializující se tímto smeˇrem. V úvahu prˇicházejí naprˇíklad JVM, LLVM nebo
Parrot54. Obávám se však, že prˇenést sémantiku Kreatrix na tyto virtuální stroje, mu˚že
prˇinést mnohé problémy, vzhledem k jinému pojetí objektu˚, než jaké nabízí veˇtšina ostat-
ních jazyku˚. Nejvíce nadeˇjí vkládám do Parrotu, který si klade za cíl být virtuálním stro-





Úcˇelem této práce bylo zlepšit výkonnost implementace jazyka Kreatrix. Domnívám se,
že tohoto cíle bylo dosaženo. V tabulce 11 je videˇt srovnání výkonnostních testu˚ verzí
prˇed a po této práci. Na obrázku 10 jsou v grafu vyneseny cˇasy dvou nejsložiteˇjších testu˚.
Z údaju˚ je patrné, že virtuální stroj Kreatrix byl zrychlen zhruba cˇtyrˇikrát. Porovnání
s implementacemi podobných jazyku˚ dopadlo také pomeˇrneˇ dobrˇe. Z teˇchto du˚vodu˚
tedy veˇrˇím, že tato práce prˇedstavuje du˚ležitý krok k veˇtší praktické použitelnosti celého
projektu.
Tato práce pro mne také znamenala spoustu zkušeností s profilováním a optimali-
zacemi. Vyzkoušel jsem si neˇkolikrát, že v teˇchto problémech mu˚že být intuice zrádná
a je mnohdy teˇžké odhadnout skutecˇný prˇínos ru˚zných optimalizací a vždy je potrˇeba
du˚kladného meˇrˇení.
Po skoncˇení této práce budu samozrˇejmeˇ na projektu nadále pracovat.
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Benchmark Cˇas 1 (ms) Cˇas 2 (ms) Rozdíl Rozdíl v %
gc 5519 2753 -2766 -50,117%
mdispatch 2623 626 -1997 -76,134%
t1_recursive 1767 305 -1462 -82,739%
t1_sort 2724 809 -1915 -70,301%
t1_sum 543 141 -402 -74,033%
ccounter 291 40 -251 -86,254%
graph 314 81 -233 -74,203%
wcounter 856 304 -552 -64,485%
world 5582 1329 -4253 -76,191%
sgfplayer 1332 390 -942 -70,720%
















Obrázek 10: Srovnání doby beˇhu testu world a sgfplayermezi verzemi 0.10.0 a 0.12.0
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i19 = load_relative_int(i14, 0)
i21 = i19 - 1
store_relative_int(i14, i21, 0)








i24 = load_relative_int(i8, 0)







b7f75017: 55 push %ebp
b7f75018: 8b ec mov %esp,%ebp
b7f7501a: 83 ec 30 sub $0x30,%esp
b7f7501d: 53 push %ebx
b7f7501e: 56 push %esi
b7f7501f: 57 push %edi
b7f75020: 8d 7d d0 lea -0x30(%ebp),%edi
b7f75023: 8b 45 0c mov 0xc(%ebp),%eax
b7f75026: 8b 18 mov (%eax),%ebx
b7f75028: c7 07 38 c7 08 08 movl $0x808c738,(%edi)
b7f7502e: c7 47 04 70 13 08 08 movl $0x8081370,0x4(%edi)
b7f75035: c7 47 08 00 00 00 00 movl $0x0,0x8(%edi)
b7f7503c: 57 push %edi
b7f7503d: e8 7e fa 0d 50 call 0x8054ac0
b7f75042: 83 c4 04 add $0x4,%esp
b7f75045: 8b f0 mov %eax,%esi
b7f75047: 0b c0 or %eax,%eax
b7f75049: 0f 85 14 00 00 00 jne 0xb7f75063
b7f7504f: 6a 00 push $0x0
b7f75051: 57 push %edi
b7f75052: 68 38 d6 08 08 push $0x808d638
b7f75057: e8 f4 b6 0e 50 call 0x8060750
b7f7505c: 33 c0 xor %eax,%eax
b7f7505e: e9 25 00 00 00 jmp 0xb7f75088
b7f75063: 8b 06 mov (%esi),%eax
b7f75065: 2d 01 00 00 00 sub $0x1,%eax
b7f7506a: 89 06 mov %eax,(%esi)
b7f7506c: 0b c0 or %eax,%eax
b7f7506e: 0f 85 09 00 00 00 jne 0xb7f7507d
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b7f75074: 56 push %esi
b7f75075: e8 96 ad 0d 50 call 0x804fe10
b7f7507a: 83 c4 04 add $0x4,%esp
b7f7507d: 8b 03 mov (%ebx),%eax
b7f7507f: 05 01 00 00 00 add $0x1,%eax
b7f75084: 89 03 mov %eax,(%ebx)
b7f75086: 8b c3 mov %ebx,%eax
b7f75088: 8b 5d cc mov -0x34(%ebp),%ebx
b7f7508b: 8b 75 c8 mov -0x38(%ebp),%esi
b7f7508e: 8b 7d c4 mov -0x3c(%ebp),%edi
b7f75091: 8b e5 mov %ebp,%esp






Prˇiložené CD obsahuje tyto adresárˇe:
• kreatrix – Adresárˇ obsahuje hlavní veˇtev Kreatrix ve verzi 0.12.0.
• kreatrix-jit – Adresárˇ obsahuje veˇtev Kreatrix s JIT prˇekladacˇem.
• kreatrix-sc – Adresárˇ s veˇtví projektu s alternativní implementací profilu˚
• shootout – Zdrojové kódy testu˚, které byly použity pro porovnání rychlostí mezi
jazyky.
Všechny veˇtve projektu jsou plnohodnotnou veˇtví nástroje Bazaar55. V každé veˇtvi je tedy
kompletneˇ prˇístupná historie zmeˇn. Odkaz na aktuální vývojovou veˇtev je možné nalézt
na stránce: http://www.kreatrix.org/download. Dále se na CD nachází tato práce
a instalacˇní balícˇek Kreatrix-0.12.0.
B.2 Instalace
Zde je popsán postup, jak nainstalovat Kreatrix z distribucˇního balíku. Kompilaci lze ale
provést prˇímo z adresárˇe kreatrix.
1. Rozbalit distribucˇní tarball.
tar xvzf kreatrix-0.12.0.tar.gz
2. Provedení konfigurace. Ve veˇtšineˇ prˇípadu˚ stacˇí:
./configure
Informace k dalšímu nastavení lze získat pomocí parametru --help.
3. Kompilace:
make





• Prˇeklad zdrojového souboru a jeho spušteˇní:
kreatrix <název_souboru>
• Spušteˇní v interaktivním režimu:
kreatrix -i
