Abstract-Vulnerabilities
INTRODUCTION
Modern society is an information society, and our daily life cannot be separated from a great variety of powerful software, from the super computer system to be used to predict the weather to the social application software such as WeChat, Twitter and Facebook. We can say that humans have been inseparable from the intelligent production and the daily life helper. However, everything has its two sides: you enjoy the convenience brought by it, at the same time you will also suffer from its troubles, sometimes even a nightmare. At present, with the rapid development of computer and Internet, endless attacks for a variety of software emerge and increase with each passing day, which cause serious damages to the society and individuals: information leak, property damage, threat to safety and so on. Among these serious losses from the attack, the clear majority are caused by exploiting software defect in the software system. Software defect is that in the process of developing software, human being integrates some errors into the software. These errors include the imperfect design and the coding. If these defects make the software at risk, the software defects are called security flaw. If these security flaws are exploited by dishonest persons to get some benefits, the security flaws become software vulnerability.
Software vulnerabilities exist in three main phases of software development process-framework design, coding implementation and actual operation.
Framework design phase is the core phase of every software development phase. At this stage, it is necessary to make a series of key decisions about how to develop software, including the high level software components, functional components, installation and deployment, performance optimization, etc. And some security flaws exist at this phase, such as unreasonable framework design and imperfect demand.
These security flaws cause software vulnerabilities. Normally it's difficult to find the vulnerabilities generated at framework design phase during the software running process, but the damage is great. So the reasonable and secure design of the software at the framework design phase can greatly reduce the generation of software vulnerabilities. And, the sooner the software vulnerabilities are found, the lower the vulnerability remediation is. The software running phase is the last part of the three phases. At this phase the software deployment running and software running environment configuration are main tasks, and the main insecurity flaws mainly include software configuration errors, authentication security errors and system data security errors, etc. These vulnerabilities caused by security flaws are access authentication vulnerabilities and data confidentiality vulnerabilities, etc.
These vulnerabilities and the vulnerabilities generated at framework design phase are usually considered as software design vulnerabilities. Therefore, the vulnerabilities generated at two phases have little to do with the middle phase of the software development process-the software coding implementation phase, which are mainly caused by the software development subject itself. Therefore, the vulnerabilities generated during the framework design phase and software running phase should be prevented from software design by taking measures of security design principles and security design strategies. The main design principles include the minimum permission principle, the deep defense principle, the permission separation principle and so on. The main security design strategies include integrity strategy, authentication mechanism and confidentiality strategy [1] .
The academic and industrial circles focus on the vulnerabilities generated during the software coding implementation phase which equals the vulnerabilities in the traditional sense, and it's also the focus of this paper. These vulnerabilities generated at this phase have something to do with the software development subject; however the main reason is the language that has been used to develop software.
At current time, the majority of software systems are written in C and C ++ language. And there are a lot of legacy code base of C language development. However, the well-known C language is not a type-safe language. Type-safe language requires a specific operation type and the result is still the same type[错误!未找到引用源。]. C language derives from two untyped languages: B language [3] and Basic Combined Programming Language(BCPL) [4] . It remains many attributes of untyped language, if there is explicit or implicit conversion, it may cause the security flaws. For example, when the pointer to one type converts to the pointer to another type, an undefined behavior occurs when the converted pointer is dereferenced [5] , and then generate a vulnerability that can be exploited. Lack of type-safety has caused a lot of security flaws and vulnerabilities. In addition, C language is a flexible and easy-to-transplant high-level programming language, as well as a lightweight language with less memory consumption, and these attributes make it possible to contact tightly the underlying framework of the system and execute more efficiently, so it's especially suitable for the system software development such as operating system. However, the attributes of C language also confuse the programmers, they mistake that something like array bounds check, the pointer initialization, memory release and collection is manipulated automatically by C, but in fact C doesn't manipulate it automatically, which also leads to the generation of software vulnerabilities. In summary, the extensive use of C language in the software development process and the inherent attributes of C language make it become the hardest hit by frequent vulnerabilities. This paper gives a systematic and deeper analysis and illustration of vulnerabilities generation during software coding implementation phase by using C language, and analyzes the paper as follows: In the Second section we systematically analyze the flaws and errors of C language, which are the primary cause of the vulnerability generation. In the Third section, the paper studies the classification of the attack implementation by exploiting the vulnerabilities generated by flaws and errors, and points out the key to the successful attack implementation by exploiting these vulnerabilities. Finally, Section Four summarizes the main contents of the paper.
II. THE CAUSE OF VULNERABILITY
As described above, C language is a type-unsafe language.
Due to the programmer's intentional or unintentional behaviors and some inherent attributes in C language, there are some errors in the developed code which may generate software vulnerabilities that can be exploited by attackers.
Currently, the errors that exist in C language are the following:
Buffer overflow, pointer subterfuge, memory management error, integer overflow and formatted output error.
Buffer overflow occurs when data is written into the memory space to certain data structure; the written data exceeds the memory space boundary assigned to the data structure and overlays the contents of the adjacent memory space to the data structure. The main cause of this error is: (1) C language defines string as a null-terminated character array.
During the program execution process, the judging condition of the end of the string is whether the source string contains a null character identifier. Therefore, during a replication operation from the source string to the target string, the condition of replication end is whether the source string contains null characters, which is likely to make the number of the replication characters exceed the target string capacity and cause overflow error; (2) C language provides programmers a great number of function calls. These functions greatly Then an attacker can implement the attack directly by overwriting the pointer adjacent to buffer overflow.
C programs often need operate the data objects with variable elements number, and the data objects should be allocated dynamically by using the dynamic memory management technology. However, incorrect usage of dynamic memory management technology will cause a lot of errors which lead to many memory-related vulnerabilities, and memory management has become the major cause of C language program vulnerabilities [10] . Common errors of memory management are: (1) Memory initialization error.
When the memory allocation function is used, for example, malloc function allocates memory, allocated memory has not been initialized and the content is indefinite which is prone to cause information leak. (2) A null pointer or an invalid pointer dereference error. When the memory allocation function is used to allocate memory, if the allocation is not successful, the function returns to a null pointer. When the pointer exceeds the referred object boundary or the referred object is freed, it will become an invalid pointer. Dereference of these pointer leads to so-called temporal error or spatial error, which cause the program crash [11] . (3) Reference of freed memory. When the memory allocated to an object is freed, the pointer to the memory space should be assigned null or redirected to other memory space. Otherwise, the freed memory space still can be accessed via the pointer, resulting in information leak problem.
(4) Memory leak [12] . When the memory space allocated to a object is not used without freeing, it will cause a memory leak error. Memory leak extreme case is that there is no memory space that can be allocated in the system and cause denial of service attacks.
When a signed integer operation result exceeds the maximum value of the integer type presentation, integer overflow error occurs. According to [13] But integer overflow does not directly modify the memory content, the attackers often implement attacks by indirectly using integer overflow error in program instead of directly using integer overflow [14] . is used, an attacker can check stack and memory of arbitrary address by using the format string which displays memory of the specified address. In this way, an attacker can obtain the memory contents of specified address in the program, which cause information leak of the program [15] . For above example, the attacker can design an ingenious attack payload to overlay the value of variable admin through buffer overflow errors caused by function read (), and log in the system as a non-administrator identity. This example proves that for non-control data attacks, the attacker modifies the non-control data rather than the control data in program.
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Furthermore, the non-control data is a semantic variable, and it's difficult to prevent the modification from binary code. This is a very serious situation. We must take measures to prevent these attacks. Through this paper, we hope to draw attention to the vulnerabilities and solve the attacks caused by the vulnerabilities.
