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Open source has being a fund saver to technology user and in some cases to developers. 
The growing strength of open source has ensure almost all software type have a free 
version. One area of software development that is very crucial to software survivor is 
quality assurance and this can only be verified by software testing tools. End users of 
software do not seem to be concern about the technicality on how quality is assured is 
achieved, but they do want to see software that work the way it is supposed to work. 
Developers can lose so much money on their project if quality assurance is not performed 
on the project before sending to end users. For this reason, testing is such an important 
aspect of software development. It is however not so cheap to perform software testing 
especially for a large project that needs some extent of automation and monitoring. The 
wise choice is to look for an alternative to testing. 
 
This Thesis was tagged open testing, coined from finding open source way of testing. This 
Thesis introduced readers to the concept of software testing and type of testing. The 
contents would also provide you with guide to chosen your next open source testing tool. 
To build up this thesis work, the following steps were taken; 
 
• Thorough research into software testing field 
• Interaction with friends and colleagues in the field 
• Construction of evaluation model based on easily available information. 
• Perform a case study with on-going Linux programming project. 
 
The result of this thesis is a model for evaluating software testing tools. The model is true 
for every type of testing operation that could be perform on software. Functional testing, 
test management, Bug tracking, performance testing, security testing and design interface 
testing are all covered in this piece of work. 
 
 
 
Keywords: open source, test tools, Bug tracking, test cases, evaluation, quality assurance.
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1. INTRODUCTION 
Open testing as the title of this thesis reflects, is finding an open, cheap and affordable 
method of testing. Software testing is a necessary and perhaps mandatory step towards 
software quality assurance 
This thesis document tries to design a model that can help you choose the right open source 
tools to use in testing your next project. Software testing is a very broad topic but this 
Thesis will try as much as possible to discuss what matters most and beneficial to 
individuals, small project group and large project group. 
This thesis aim to guide software testers and users through software testing tools selection 
process by addressing the following questions; 
 
1. What made a good Open source testing tool? 
2. What criteria are needed to evaluate testing tools? 
3. How is the testing process conducted? 
 
The model employed includes literature study on testing tools, open source and software 
development. The literature study ensures adequate understanding of all phenomena 
involved in open source testing tools. Literature study is then followed by criteria 
selections and building up the evaluation model. And in the end a case study was 
performed to put the model into use and also to verify that the model work just fine. 
 
Scope 
The scope of software testing can be stated to be a process of verifying that software do 
what they are supposed to do in contrast to what they really do. Doing this process, a tester 
tries to find bugs in codes especially when the verification process fails. As a result many 
programmers and testers had argued that a successful testing is the one that find bugs and a 
failed testing does not, backed by the fact that no program is practically 100% free of bugs. 
In other to make this thesis work smart and highly useful to anyone that might need to use 
this material, the contents was limit to common testing methods and tools needed to carry 
out the testing processes. 
 
Outline 
“An Image is worth a thousand words” figure 1.1 below describes the thesis content and 
chapters’ navigation.  
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Figure 1: Thesis outline 
 
Chapter one provides a general introduction to software testing and quality assurance. 
Chapter two will analyse the possible types of software testing and also categorized testing 
tools into various types. Chapter three will define the criteria needed for evaluating our 
tools. Chapter four explain the model to be used in evaluating the criteria that would be 
defined in chapter three. Chapter five does the real evaluation and our result will be 
obtained here. Chapter six is a case study on bug tracking system, needed to see our model 
work in real situation. 
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2. SOFTWARE TESTING 
Testing is one important aspect of software/application development. It plays an important 
role in the overall developmental process. The aim of testing is cantered on two 
phenomena, Validation and Verification. Validation tends to answer the question “Is this 
what the customers or end users want?” while Verification tends to resolve the misery 
“does the design and every line of execution meet the given specification”.  
Over the years, many companies and developers have adopted different kinds of testing 
methods according to their needs, this aim to reduce the risk of failed project, customer 
rejection of design and to boost productivity. /1/ /17/ 
 
 Whatever the method of testing adopted, testing tools doesn’t come cheap. Several 
thousands of euros could be spent to acquire a commercial testing tool to be used in your 
project. Since cost is an important factor in every project and every organization want to 
spend less and achieve great, there is need to find an open option to testing./17/ 
 
Thanks to the growing strength and popularity of the open source community, there are 
quite a number of free to use testing tools out there. Some of these tools work just great 
and might just be what you need for your next project. With these open source testing 
tools, cost can be reduced instantly./2/ 
 
2.1. Testing Methodologies 
Testing Methodologies define the ways and method in which software can be tested. 
Software testing method is categorized into two types, based on the approach employed in 
testing. This approach could either be testing with full access to the codes lines that is 
White Box testing or testing from outside the code line, that is Black Box testing. 
Basic differences in these two approaches can be seen from the activities of the testers 
involved. White box testers require knowledge of the programming language which was 
used in building the software, in other word, white box testers are programmer them self. 
They are interested in how the system executed each and every line of codes in the 
software built up.  On the other hand Black box testers does not have to be professional 
programmers them self. They see the system as a black box in which the content does not 
really matter. What matter is does the system does what is expected of it by the customers? 
Black box testers can do with just the requirements specifications to perform their testing. 
They deal with the system as thus they are the end users./16/ 
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3. SOFTWARE TESTING TOOLS 
During software development process (agile programming) or after the developmental 
process, there is need to carry out the process of verification and validation, the tools 
needed for these processes are called software testing tools. Depending on the testing 
approach employed, black box or white box, testing tools can be categorized into the 
following; /2/ 
• Functional testing tools 
• Performance testing tools 
• Test management tools 
• Bug tracking tools 
• Security testing tools 
• API testing 
 
3.1. Functional testing tools 
Functional testing tools are used to verify what a system does against what it is supposed to 
do. The purpose of function testing is to test how and what the system can do. Usually 
command lines are tested from user interface with reference to functional requirement. 
Functional testing does not necessarily require knowledge of the inner code of the 
application or software, the requirement specification is enough to carry out the test. This 
makes functional testing a black box testing. Some open source functional testing tools can 
be found in appendix 1. /17/ /18/ 
 
3.2. Test management tools 
Test management tools are tools use to manage requirement specification and test cases for 
software to be developed. It is a usual practice to make test plans, test case, requirement 
documentations and specifications, all these can be managed with a good test management 
tool. In fact a good test management tool will manage the entire testing process, mostly 
automatically with minimal programming skills requirement. /18/ 
Appendix 2 contains a list of available open source test management tools 
 
3.3. Bug tracking tools 
Bug tracking tools or bug tracking system, also known as defect or issue tracker is an 
application use for keeping track of bugs. This application consist mainly a database to 
keep record of unsolved bugs and their descriptions. This tool can be use both at the 
development stage by the programmers or after product released by the end users relating 
with for instance customer service of a software vendor or test team of a software project. 
Bug tracking and fixing will save companies lot of money, as a result it is one important 
aspect of software development which warrant carefulness in choosing the right bug 
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tracking tools to be use. Some bug trackers could be integrated with test management tool, 
keeping our whole testing in one piece./4/ 
Appendix 3 contains a list of open source bug tracking tools. /18/ 
 
3.4. Performance testing tools 
These are tools use for measuring the performance of software. Often it is necessary to test 
the strength of applications especially web base application to see how many users it can 
support at a time. Performance testing is highly critical to system survivor and reliability. 
In executing performance testing, the following are been tested for; /17/ 
• Load capability 
• Stress tolerance 
• Server response level 
• Durability and 
• Accessibility 
Appendix 4 contains a list of open source performance testing tools. 
 
3.5. Security testing tools 
These category of tools is use to test the vulnerability of the system, to ensure the system 
can defend its self against attacks from e.g. hackers or unauthorized users. A good security 
testing tool must be able to test for the following: /19/ 
• Confidentiality 
• Authenticity 
• Integrity 
• Availability 
• Authorization and 
• Non-repudiation 
Appendix 5 contains a list of open source security test tools. 
 
3.6. API and IDE Testing tools 
Often it is important to know the capability of our design environment, the API or IDE test 
tools are what are the tools utilize for such job. Testers want to test abilities such as: 
 
• Interaction level 
• Suggestion ability 
 
Most APIs and IDEs have a complete testing system embedded in them, however there are 
some free open source testing tools out there design for this purpose. 
Appendix 6 contains a list of open source bug tracking tools. /20/ 
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4. CRITERIA DEFINITION 
Software testing cannot be separated from a broader topic of Quality assurance, which 
tends to monitor software development process and ensure certain features which make the 
software unique, complete and meet up with standard are present. 
This chapter will introduce the criteria needed for a model which that would be used in 
evaluating open source testing tools. The unique characteristics of open source software 
will be merged with attribute expected from a good testing tool in building up our 
evaluation criteria. 
Section 4.1 shall be looking at the criteria that made up good open source software. Please 
note that open source tools criteria goes beyond the few mentioned in this thesis, this thesis 
had only selected the few, mandatory and important criteria that apply to this context and 
fit into the scope of this research work. 
Section 4.2 will go further to discuss the general attribute of testing tools. It entails a built 
up of few and important criteria to watch out for when choosing any form of testing tools, 
regardless of what form of testing it is aim at. Remember in chapter 2, testing tools have 
been categorized into various types according to the purpose they serve. 
Section 4.3 will analyse additional criteria needed for further evaluation, this is necessary 
in case a tester wants to be specific with the goal of testing. /3/ /4/ 
 
4.1. Open source criteria 
This section will list all the criteria and definition of each criterion. Importance of each 
criterion is carefully analysed as it relates to open source test tools. Listed below are the 
criteria that would be used to evaluate the openness of each testing tool. 
 
• Price and License 
• Improvement and release activities 
• Community 
• Longevity 
• Documentation 
 
Successful open source software must considerably pass the evaluation against each of the 
open source criteria mentioned above. /21/ 
The rest of this section gives detail description of each criterion. 
 
4.1.1. Price and License 
Although technically, price should not be a factor to consider in choosing software for 
testing, however it is an important factor of open source and cannot be neglected. Price 
play important role in every organization, in fact the thought of using open source software 
in most cases usually arise from companies / organization trying to cut production cost. 
Companies are aware of the advantages of carrying out a proper test on their software 
before they are released, however they are not prepared to spend thousands of euros trying 
to test them. /1/ 
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Programmers see beyond price in open source software, of greater importance than the 
zero price tag on open source software is the licenses that accompany them. Unlike 
proprietary software with restricted access to the build-up codes, open source license such 
as the GNU GPL give users access to the code and are able to update or customize the 
existing code. /21/ 
 
4.1.2. Improvement and release activities 
Like it is well known, nothing is 100% perfect, this is why release activities and 
improvement is one good criteria to evaluate a software either open source or not. It is 
even much more important when the software in question is open source. Release activities 
in open source software do not only tell that the vendor is making improvement, it also tell 
that people are actually using the application and this can also be told by the community 
activities as well. 
Software vendors or software project teams release occasionally developmental versions of 
their product and this usually come with a release note which reflects the changes and 
update to the previous version. 
Some argument are that some project are so stable that no update have to made for a long 
period of time, as much as this is true, It is however un-ethic of software development 
project to remain static for a long period of time. 
Some time, beta version of project are release to see users experience, response and 
feedback of their project with the aim of making a complete version release in the near 
future. /22/  
 
4.1.3. Community 
A vital open source resource is the community. Open source software without a 
community is not worth giving a try. You might want to ask why this is. 
Due to financial restriction of most open source project, open source software development 
project team really heavily on the user community to provide the team with the following; 
/2/ 
• Quality feedback 
• Bug reporting 
• User experience. 
User community saves developers lot of money in working on the quality assurance of 
their software. Aside from the economic view, the size of the community also tells the 
acceptance level of the software. A large community says the software is widely accepted 
and being used by so many users, while a small size user community says otherwise. 
Topic and trends also give a hint of what to expect from the use of the software, this can be 
very importance hints for potential users of the software / application. /22/ 
 
4.1.4. Longevity 
The measurement of the reign of a product is defined as its longevity. Experience they say 
is priceless. A software that has being around for so long certainly has a better chance of 
survivor than a software just coming around. 
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Even thou this is not always true, it is still a good criterion to look into when selecting any 
form of software especially open source software. 
In the case of longevity with open source product, this criterion has to work closely with 
community and release activities both of which have been discussed earlier in this chapter. 
An old product does not literally mean the best product. Neither does it mean it is a 
valuable product. In open source evaluation the older the software the more attention 
should be paid to user or developer community and release activities. A product that has 
been around for so long should have a standard and large community plus release versions 
and maintenance. /22/ 
 
4.1.5. Documentation 
Documentation can be divided into two types; 
• Developers’ documentation 
• Users’ documentation / user manual 
Developers’ documentation contains information needed by developers for further 
improvement in the project and also explanation on how stuffs are done within the project 
code blocks. It content shows also include information about the IDEs, programming 
language and programming techniques used in the development of the software. This type 
of documentation is a vital part of open source software, and it reflects the real openness of 
the software as contrary to proprietary software. Sometimes this document also contains 
within itself the maintenance documentation, aim as a guide to manage and maintain the 
software. 
The second type of documentation is the users’ documentation otherwise known as user 
manual. It is aim at aiding the user in the use of the application. Often this type of 
documentation give a scenario on the use of the application, answer questions such as 
“how to?” and “What to?” /23/ 
 
4.2. Test tools common criteria 
This section shall deal with general test tools criteria. Criteria in this category can be used 
to evaluate any test tool, regardless of the type of test it is aim at. It is important to note 
that these criteria do not only apply to open source software alone, it can also be used to 
evaluate commercial or proprietary software. However evaluation of commercial or 
proprietary software is beyond the scope this thesis, so the study would be limited to 
evaluation of open source software.   
 
4.2.1. System requirement 
This is the minimum hardware and (or) software requirement for the system on which the 
test tool is going to run. Testing tools with a simple and flexible system requirement tend 
to be more compatible with every system types than a testing tool with high and rigid 
system requirement. 
This criterion covers and answers the following questions; /24/ 
 
• On what platform does the tool work?  i.e. operating system supported 
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• Minimum hard drive requirement 
• Server support 
• Memory and frequency 
 
4.2.2. Support environment 
These criteria examine the working environment of the test tool, for example, the operating 
systems supported by the application, supported browsers, technology in use, and the 
coding language in use. Sometimes you wonder if your system setup is compatible with 
your newly acquired software, the software is evaluated against its range of system 
compatibility. 
This criterion also measures the efficiency of the IDE used to program the software. This is 
very importance for developers who might want to join the project or make improvement 
to the software or perhaps customize the tool to their own taste. /24/ 
 
4.2.3. Installation 
This criterion is the measure of ease of installation. It checks how easy or difficult it is to 
set up the system for first time use. Is the installation done via an installation wizard or 
directly? How long installation takes? And so on. 
Since installation is the first step to begin using any software (except for some web 
applications), it is important to evaluate the ease of installation of our software testing tool 
software. Installation time, installation guide wizard and additional third party installation 
if required are watched out for. /24/ 
 
4.2.4. Ease of use 
This criterion measures how easy new user can cope and handle the tool, without having to 
go through rigorous lecture or study. It is very important for organizations that seek open 
testing option to have a tool which their staff can easily adapt to without having to spend 
so much in training them. /22/ 
  
4.2.5. Integration with other tools 
This is a very important criterion that must be possessed by a good testing tool. This 
criterion measures the level of integration of the test tool and how it can be used in 
connection to other important tools. Take for instance, it is important to be able to integrate 
a test management tool with a defect tracking tool, in other to keep proper tracks of bugs 
within a single system. /22/ /24/ 
 
4.2.6. User support 
This criterion measures the level of support received by the user of this tool from the tool 
vendor. Open source software supports are mainly available in forums and community of 
users and developers. 
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Users of open source testing tools should how ever be aware that receiving personal 
support from the project team can be sometimes very expensive. Although the software is 
free, the support is not. So in this regard, it is crucial to be wary of how much support is 
available to user free, this can be determined by the size of the forum and how frequent 
posts appear. /21/ /24/ 
 
4.2.7. Tools customization 
This criterion measures to what degree user can customize the available tools within the 
test tools. For instance, user likes to delete some functions, add some functions or 
configure some functions to work in a certain pattern, ability to switch between default 
settings and user setting. /21/ /24/ 
 
4.3. Additional test tools criteria 
This section focus on the extra criteria wish could be used to evaluate test tools further, 
depending on what form of test it perform. As it was clarified in chapter 2, that software 
testing tools could be categorized depending on the goal of the test teams or test manager. 
In this sub section, you will be introduced to additional criteria that could be used to 
evaluate the three most general forms of test tools categories. These are test management 
tools, Bug tracking tools and Performance testing tools. /24/  
 
4.3.1. Test management tools criteria 
This sub-section defines the criteria to watch out for, when making the decision to choose a 
test management tool. Listed below are the criteria that would be used to evaluate the test 
management tools. /24/ 
 
• Test plan module 
• Test requirement module 
• Test execution module 
• Defect module 
• Reporting 
• Web access 
• File importation and exportation 
 
Test plan module 
This module defines the ability to create and manipulate test plan. The tool must have a 
considerable support for test plan manipulation such as change option; delete option and 
transfer of plans within the test management tool. Also the ability to Link test plan to test 
requirement would be measured. /24/ /25/ 
 
Test requirement module 
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As discussed above in the test plan module, the test requirement module is similar to the 
test plan module. Test requirement speaks a lot about what testers want from test tool 
software, it is the written version of the software implementation. 
The ability to create, manipulate and delete test requirement and also to link test 
requirement back to test plan would be tested for. /24/ /25/ 
 
Test execution module 
Test execution is an important criterion to watch out for in test management tools. The 
ability to execute test cases and plus the degree of managing test cases and test suites. 
Under test execution module, special attention should be paid to the following; /25/ 
• Ability of the tool to create test plan either manual or automatic 
• Ability to convert between manual and automatic plan 
• Ability to pre-set conditions of execution and schedule. 
 
Defect module 
In other to make sure test management tool can manage defect either as a lone tool or as 
integration with defect management tool, defect module is evaluated. Since test 
management tool is intended for managing the whole testing process, it is important to 
evaluate this software against management of defect. Defects or issues are the results of 
testing. It is important to keep track of these issues as they are detected and fixed. /25/ 
 
Reporting 
A test management tool must be able to generate report in any form it is needed. Either as a 
graph, word document, PDF, xml format and so on. And also Testers should be able to 
customize the generated reports to suit the test process. 
Generated report must also meet some standard to reflect the entire testing process in an 
easy to comprehend pattern and manner, with all key aspect of testing present. /24/ 
 
Web access 
Test management tools should provide features that enable online access, this remove the 
restriction to a particular work station to carry out our test. The easiest way to access data 
is via the internet. A system with remote access is more effective and makes work easier 
without restriction./25/ 
 
Import and export 
This criterion tests for the ability to import files of various formats into our test plan or 
requirement, and ability to export our modules outside our test management system. 
File importation and exportation is very useful when testers need to move data from one 
platform to another or when it is needed that files or reports in all form of format that made 
it easy to be read or write in every condition. /24/ 
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4.3.2. Performance testing tools criteria 
In this sub-section, you will be introduced to more criteria that can be used to evaluate 
performance test tools. As the name implies this criteria are used to evaluate how well the 
system perform, how well it can cope with stress or time. 
Below is a list of performance testing tool criteria that can be useful to select a good 
performance testing tool. /2/ 
 
• Virtual user 
• Monitoring 
• Analysis 
• Availability of record/ playback facilities 
• Reporting 
 
Virtual user 
In performance tools it is necessary to perform evaluation on the level and to what degree 
it can manage virtual users during testing procedure. You should watch out for the 
following, /27/ 
• Ability to scale number of virtual users 
• Ability to schedule load on virtual users 
• Ability to monitor threads and process of virtual users 
• The ability to compare of how our tool manage user per protocol versus all 
protocols. 
 
Monitoring 
Performance testing tools must be able to measure and monitor the following; /26/ /27/ 
• Response time of client- server connection 
• Data loading and delivery 
• Server platform ( Unix, window, Linux) 
• Network segment and resources 
• Database server and application tiers. 
 
Analysis 
Another criterion that should be watch out for is the ability of our performance test tool to 
be able to provide detail analysis of the following; /27/ 
• Result of test 
• Percentage production size vs. driven load 
• Performance issues. 
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Record/playback facilities 
Selected tool must be able to record and reuse scripts whenever it is need for re-use. The 
record and playback feature is use to record on going action which can be played back any 
number of times after user action is over. 
Record and playback feature is one simple approach that facilitates easy observation and 
testing without much knowledge of expertise needed. /27/ 
 
Reporting 
Finally, Testers want to see more than a text report. It is needed to have a performance 
testing tool with the ability to translate our test report into graph. With this, the 
performance and deviation from time to time can be easily read. The peak and lowest 
moment and conditions will also be visible clearly. /2/ 
 
4.3.3. Bug tracking tools criteria 
The rest of this chapter will introduce you to bug tracking tools criteria. Bug tracking tools 
are otherwise known as defect tracking tools or issues tracking tool. Whichever name you 
prefer to call it, its objective is to find bugs, problems or errors in our software. 
Bug tracking is critical to quality assurance, as it was said the primary aim of testing is to 
find bugs. /3/ 
The criteria to be used in this evaluation include the following; 
  
• Database structure 
• History and error recovery 
• Test management integration 
• Notification 
• Time tracking 
• RSS/ Atom feed 
 
Database structure 
The first criteria you want to evaluate in making a bug tracking tool choice is the database 
structure. Database is the core driving element of a defect tracking tool. Haven known this 
fact, it is important to also know what database management system your tool adopts and 
you want to see the following questions answered; /3/ 
• How organized the tables are? 
• How relevant are tables and their columns? 
• And of course how are the tables linked to each other? 
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History and error recovery 
As it is important to track bugs, it is also important to track changes made to bugs. What it 
takes is a tool that enables us to check history, trace who made what? When was it made 
(time stamped)? What was the initial priority?  
With the feature, user is able to access and recover every operation done on the system 
from the first use to the very last use. This is essential to keep various version of projects 
or bases of modification date. /3/ 
  
Test management integration 
This criterion tests the ability our bug tracking tool to integrate fully with a test 
management tool. This enable user to link bugs back to the source code from which it was 
generate, also to test cases and test plan. 
Some issue tracking tools have already embedded in them, test management features, but it 
is important to see if our preferred test management tool can be used together with our 
choice of defect tracker. /3/ 
 
Notification 
Communication is an important aspect of any project. Project team must communicate 
effectively to attain a good result. Communication not only exist among project teams, 
there is need for communication between the project team and the system they are 
building, this is why notification is a key feature to watch out for in making a choice of a 
bug tracking tool. Team member want to receive information of any update made to the 
system. Our choice of tool should be able to give notification for the following issues; /3/ 
/15/ 
• When new bugs are filed 
• When priority of a bug changes 
• When additional information about bug is added 
• When bugs have been fixed. 
 
RSS/Atom feed 
With RSS/atom feed, it makes it easier to keep track of update made on our choice of tool. 
Feeds are a format for delivering regularly changing web content. With this feature, user 
can stay informed of the latest action being performed on the project. This is crucial in a 
large testing team where every team member has access to the system. 
Many bug tracking product have being introducing this features and it has help solve issues 
of staying informed./1//15/ 
 
Time tracking 
Time tracking enable user to keep track of how long it takes to fix a bug. This feature is 
essential when Tester needs to know how time had been spent for billing purpose or for 
monitoring project plan milestone. 
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This feature can help project team distribute or redistribute tasks evenly and efficiently in a 
fashion that will speed up testing process and productive for the project. /3/ 
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5. EVALUATION MODEL 
In this chapter an evaluation model is proposed. This model would be useful in decision 
making on what test tool to choose. You might need to review chapter three again as the 
evaluation would be performed based on the criteria described in chapter three. 
You will notice from chapter 3, evaluation criteria was categorized into 3 groups namely; 
 
• Open source criteria 
• Common test tools criteria 
• Test tool specific criteria. 
 
In this evaluation model, the candidate tools will subjected to three levels of test, starting 
from the open source test, successful candidate will then move on to the common test tools 
test and finally test tools specific test. 
The rest of this chapter shall try to outline the processes and techniques that would be in 
the evaluation processes.  
 
5.1. Open source test 
The first stage of our evaluation model is to test our candidate tool against it openness. 
Remember the tools are first open source software before they are testing tools. Like every 
other open source software, these tools must meet up with certain standard of open source 
and they must pass this first wave of test to move on to the next phase. From chapter three, 
the open source criteria that would be employed in our test are as follow; 
• Price and license 
• Improvement and release activities 
• Community 
• Longevity 
• Documentation 
The idea here is to make a short list of potential candidate tools to pass on to the next level 
of evaluation, as there are lot a tools from which selection would be made. 
This first step of evaluation is a basic selection method followed with basic quarter 
distribution among the criteria with the most important criterion taking the highest quarter. 
/27/ 
 
5.1.1. Price and License 
To qualify at all for this evaluation step, candidate tool must be free and provide the public 
License like, GNU GPL (General public License) and the Mozilla license or Apache free 
distribution license. Candidate without these important criteria is not considered open 
source and does not qualify for our open source evaluation. 
It is important to note that a testing tool that does not provide a No restriction to 
distribution license is not worth evaluating against open source criteria. /27/ 
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5.1.2. Community 
As this is the driving force for support and knowledge sharing in an open source system, 
this criterion will have a major share quarter of 30% in our first round of evaluation. 
Here, key factors to be watch out for is the size of the communities, the kind and trends of 
posts in the community and how useful these posts are. Frequency of post appearance is 
also a valuable criterion to watch for in the community. /22/ /27/ 
 
5.1.3. Release activities 
Release activities will take 20% of our overall evaluation scheme. With this criterion the 
release activities or version control within the last few years since the product first make its 
appearance is consider. Product with busy release activities shows that there is concern 
with the product and the project teams surely have a set of goal to accomplish. /27/ 
 
5.1.4. Documentation 
Documentation will take a lion potion of 40% of our quarter distribution. However, in this 
thesis documentation is split into two distinct form, user documentation and developer 
documentation. 
User documentation carries 20% of the total awarded to documentation. In this assessment 
the manual and other documentation provided for the users of this project by the project 
team would be looked into. 
Developer documentation also carries 20% of the total quarter awarded to documentation. 
This document is important part of open source as it shows the real openness of the 
software to potential developers who might be interested in further development of the 
project or users who might want to see how things work in their tools. /23/ /27/ 
 
5.1.5. Longevity 
The last criterion that would be considered in our first round of evaluation is how long the 
product has stayed in the market. It is well known that products comes and go. For a 
product to come and stay around, it tells something; perhaps the product have a unique 
characteristics that made it remain in market or probably it is still very useful and the 
developers are doing a great job to keep it around. However this is not so much important 
criterion as how long a product has stayed in circulation does not determine its 
effectiveness. 
Longevity shall take 10% of our evaluation quarter. /27/ 
 
5.1.6. Formula and table 
Each test tool is evaluated against each of the five criteria mentioned above. For example 
let consider ‘Test Tool A, (TTA)’ as described in table 1 below. Test tool A, is just an 
example test tool, no particular test tool is intended and the values entered in the table and 
just for explanation purpose. /27/ 
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Where  
Ψ equals Open source total score in percentage 
S equals Score per criteria (from scale of 0 to 10) 
% weight equals weight attached to each criterion. 
Table 1: Open source criteria evaluation for TTA 
Criterion % weight Score           
scale (1 -10) 
TTA open source 
score (%) 
Comment 
Community 30 5 15 // 
Release 
activities 
20 5 10 // 
User 
documentation 
20 5 10 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 10 10 // 
Total 100  65  
 
The above evaluation is performed on all candidate test tools and the result obtained just as 
the table 1. The result from all the test tools subject to the open source test can then be 
tabulated into another table from highest open source score down to lowest score, as 
depicted in table 2. Same explanation as for TTA goes for TTB and TTZ. 
Table 2: Summary of open source evaluation 
Test tool Open source score (%) Remark 
 
TTA 
 
Highest  
 
Comply with open source 
 
TTB 
  
 
TTZ 
 
Lowest 
Does not meet open source 
standard. 
 
From the result of the open source test, some test tools can be clearly eliminated, these do 
not meet the open source standard. The arrangement from highest score to lowest score can 
also help us to narrow down our list, for instance it might to save time and our self from 
the stress of handling so many tools, and therefore only the first few tools would be 
considered for the second round of evaluation. /27/ 
 
5.2. Common test tools criteria test 
The next step is to evaluate our tools against the common test tools criteria, which are 
expected of test tools software. This second phase of evaluation test our tools against the 
common features expected of a test tool. 
The level of satisfaction with these features would be assessed. 
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A simple numeric rating would be employed as follow; 
 
1 = satisfied with the feature 
0.5 = fairly satisfied 
0 = feature absent 
 
Now let consider evaluation of Test Tool A, (TTA), TTB, TTC, TTD, TTE, again four 
different features which these tools are expected to possess as an open source testing tool. 
A summary table as in table 3 can then be compiled. 
Table 3: Common test tool evaluation 
Test tool Feature1 Feature 2 Feature 3 Feature 4 Total score 
TTA 1 0.5 1 1 3.5 
TTB 0.5 0.5 0.5 1 2.5 
TTC 0 0 1 1 2 
TTD 1 1 1 1 4 
TTE 0 0 0 1 1 
 
Below is the list of the common test tools criteria to evaluate our test tools against.  
1. Integration 
2. Tools customization 
3. Support environment 
4. Ease of use 
5. User support 
6. System requirement 
7. Installation 
These criteria were discussed in chapter 3, section 3.2, you might want to take a glance at 
them again for description. /24/ 
 
5.3. Tools specific test 
By now candidate tools must have been short listed. The criteria discuss in section 3.3 are 
more like features expected of a group of specific test tools. In this last phase of test the 
availability of certain important feature that make the testing tool function proper and 
deliver accurate result would be checked. 
Here, simple YES or NO answers to the features availability in a table format like the table 
below would be enough; 
A summary table as in table 4 can then be compiled./3/ 
Table 4: Summary of tools specific test 
Test tool Feature1 Feature2 Feature3 Feature4 Feature5 
TTA YES YES YES NO YES 
TTB YES NO NO NO YES 
TTC YES NO YES YES NO 
TTD NO NO NO YES NO 
TTE NO YES YES NO NO 
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6. CASE STUDY 
In this chapter, the model developed in chapter four would be put to use into evaluating 
defect tracking tools. 
To justify the results obtained, the top two defect tracking tool will deployed into tracking 
bugs from a project which is been executed same period as with the thesis. 
 
6.1. Open source result 
The first round of evaluation (open source test) produce the result displayed in table 5 
below. The break down test on how the result is achieved can be found in appendix 7. 
Please go through appendix 7 for better understanding of the evaluation process. 
Table 5: Bug tracking tools evaluation result 
Test tool Open source score (%) Remark 
Bugzilla 100 open source standard 
Track+ 100 open source standard 
Request tracker 98 Comply with Open source 
Mantis BT 96 Comply with Open source 
Bug Genie 94 Comply with Open source 
Bugtracker.Net 90 Comply with Open source 
Jtrac 84 Comply with Open source 
BugNet 80 Comply with Open source 
Itracker 80 Comply with Open source 
Roundup 79 Pass 
Scarab 78 Pass 
Trac 78 Pass 
Fly spray 72 Pass 
Zen track 68 Pass 
Issue track project 56 Fair 
GJallar 54 Fair 
Eventum 48 Don’t complied with open source  
E traxis 40 Don’t complied with open source 
Bug-A-Boo 38 Don’t complied with open source 
Bug track 30 Don’t complied with open source 
Bug bye 18 Don’t complied with open source 
Bug log 18 Don’t complied with open source 
Oops easy trac 18 Don’t complied with open source 
Open track 14 Don’t complied with open source 
Web Jtracker 14 Don’t complied with open source 
WREQ 12 Don’t complied with open source 
Track IT 10 Don’t complied with open source 
Project dune 0 Not open source 
Stabilizer 0 Not open source 
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From the result above, it is clear that not all the tools are needed to move into the second 
phase of evaluation. Depending on how much time can be speared or how critical a tester 
want to be in choosing the right bug tracking tools, it is okay to choose all the tools from 
top to the last tool in the ‘pass category’. For this case study, only those tools under the 
‘complied with open source category’ would be considered. /27/ 
 
6.2. Common test tools result 
A shortlist of candidate tools to evaluate further was established in the previous section. It 
a good thing a small amount of tools remain to be evaluated compare to the first phase. 
Evaluation in the phrase require personal encounter with the tools. To complete this result 
the demo version of these tools were test run and in some cases, the real products were put 
into use depending on their complexities. 
Table 6: bug tracking tools evaluation against common criteria 
Test tool Integration Customi
zation 
Support 
environ
ment 
Ease 
of use 
User 
support 
System 
require
ment 
Installation 
Bugzilla 1 1 1 0.5 1 0.5 0.5 
Track+ 0.5 1 0.5 0.5 1 0* 0* 
Request 
trackers 
0.5 1 1 0.5 0.5 0.5 0.5 
Mantis BT 0.5 1 1 0.5 1 0.5 1 
Bug Genie 0.5 1 0.5 0.5 1 0.5 0.5 
Bugtracker.
Net 
0.5 1 0.5 0.5 1 0.5 0.5 
Jtrac 0.5 0.5 0.5 0.5 0.5 1 1 
BugNet 0.5 1 0.5 0.5 0.5 0.5 0.5 
ITracker 0 0.5 0.5 0.5 0.5 0.5 0.5 
 
6.2.1. Result explanation 
Bugzilla 
Bugzilla has an excellent integration with several test case management systems and with 
version control system. All fields are fully customizable and support almost all browser 
type with good CSS handler. The usability from the user interface is satisfactory and 
reasonable support can be get from the user forum, the large size of the community ensures 
a wide range of opinion the offer solution to various problems that might arise while 
putting the tool into use. Installation and System requirement is quite satisfactory but not 
excellent. However it is suitable for a large system like Bugzilla. /5/ 
 
Track+ 
Track+ provides two type of license, the free public license and a commercial license for 
sold. There are however limitation to the free public license. Track+ restricted the number 
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of possible users to five in the free edition and unlimited with commercial edition. For this 
reason, Track+ is only suitable for a very small project group, or evaluation group./10/ 
 
Request tracker 
Request tracker could be integrated with version control system like subversion but 
however no detail was found about integration with test case management. Request tracker 
works fine on any device and browser as long as there is internet connection. There are 
over 12,000 threads in the forum that ensures you get answers to every question that might 
challenge you. Installation and system requirements are quite satisfactory./9/ 
Mantis BT 
Mantis bug tracker is written in PHP scripting language and work fine on any platform that 
run PHP script. It is possible to integrate with version control system like SVN, CVS and 
GIT, test case management integration has not been implemented but the project road map 
shows this feature will be include soon, perhaps in the next version. Mantis BT is easy to 
install and has a simple and friendly end user interface./13/ 
Bug Genie 
Bug genie is written in PHP language and the latest version requires PHP 5.01 or newer 
version install on the system. It is fully customizable and user friendly. Version control 
integration is possible via GIT or Subversion.  
Bug genie is reasonably easy to install and the requirement is simple enough for its size 
and capability. /11/ 
 
Bugtracker.net 
Bugtracker.net is written in C# using asp.net. It could be integrated with subversion, GIT 
or mercury. It provides customizable filed and user interface is satisfactory. 
BugTracker.NET is easy to install and learn how to use. When you first install it, it is very 
simple and you can start using it right away. Later, you can change its configuration to 
handle your needs if they are more complex./8/ 
Jtrac 
Jtrac is a bug tracking system written in java, it integrates with version control system but 
no information was found about test case management integration. The last stable release 
was in March 2008.  It is easy to install and provide and embedded database system which 
you can download directly with the software. /6/ 
 
BugNet 
BugNet issue tracking system was built using ASP.net web application frame work. Latest 
version BugNet 0.9 was release April 2011. It is fully customizable and can be integrated 
with subversion.  
No information given on test case management integration. /7/ 
 
ITracker 
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ITracker is built in java language. The last stable version 3.0.1 was release in March 2009. 
No information about version control or test case management integration was found.  
The project doesn’t seem active at the moment, but March 2009 is not too old for the last 
version. /14/ 
 
6.3. Tool specific result 
For this final evaluation, seven candidate tools have been shortlisted based on their 
performance from the previous evaluation. The information needed for this evaluation can 
easily be fetch from the products websites, products demos or from the real applications. 
You should however note that improvements are being made to these tools on regular 
bases, so this result is only valid as at the time of compiling this report. Therefor it is 
recommended you perform a fresh evaluation before choosing your tool. /4/ 
 
Table 7: Bug tracking tool specific Evaluation 
Test tool Test 
management 
integration 
Notification RSS/Atom Time 
tracking 
Search 
Bug Genie NO YES YES NO YES 
BugNet NO YES YES YES YES 
Bugtracker.Net NO YES NO YES YES 
Bugzilla YES YES YES YES YES 
Jtrac NO YES NO NO YES 
Mantis BT NO YES YES YES YES 
Request 
tracker 
NO YES YES YES YES 
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7. CONCLUSIONS 
When this topic was picked, something straight forward and easy topic to write on was 
expected. It turns out to be an odd topic, little or no material was found for research in 
some aspect, but on the contrary that made this thesis report an essential and valuable 
commodity. 
 
One mistake commonly made by most software evaluators is the inability to distinguish 
open source software from proprietary / commercial software, it is very important to make 
this distinction in other to reduce the work load and stress in handling the large number of 
software to be evaluated. It is important to keep in mind that open source test tool software 
must first comply with Open source standard, if not; it is worthless to evaluate it for what it 
is meant for.  
Subjecting the testing tools to three levels of evaluation ensures the results are accurate in 
every situation. The model discussed is the best possible way to evaluate open source 
testing tools.  
It is recommended to perform these evaluations every time it is needed to make a selection, 
as open source software are under constant development and situations of the software 
change all the time. 
 
This thesis assumes the reader is familiar with Open source ethics, community and 
licenses. It is recommended to read more about open source if the reader is not familiar 
with the phenomena mentioned above. 
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9. LIST OF APPENDICES 
APPENDIX 1 
Contain list of open source functional testing tools. 
 
APPENDIX 2 
Contain list of open source test management tools. 
 
APPENDIX 3 
Contain list of open source bug tracking tools. 
 
APPENDIX 4 
Contain list of open source performance test tools. 
 
APPENDIX 5 
Contain list of open source security test tools. 
 
APPENDIX 6 
Contain list of open source API/IDE test tools. 
 
APPENDIX 7 
Contain step by step open source evaluation.  
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APPENDIX 1 
OPEN SOURCE FUNCTIONAL TEST TOOLS 
Abbot Java GUI Test Framework 
Description: 
The Abbot framework provides automated event generation and validation of Java GUI 
components, improving upon the very rudimentary functions provided by the 
java.awt.Robot class (A Better 'Bot). The framework may be invoked directly from Java 
code or accessed without programming through the use of scripts. It is suitable for use both 
by developers for unit tests and QA for functional testing. 
Requirement: 
TBC 
Download data: 
Downloadable files: 93251 totals downloads to date 
 
ABI Compliance Checker 
Description: 
This is a tool for checking backward binary compatibility of a shared C/C++ library. It 
analyzes changes in API that may cause compatibility problems: changes in call stack, v-
table changes, removed interfaces, etc. 
Requirement: 
Linux, UNIX, BSD, Haiku 
Download data: 
No data feed available 
 
Anteater 
Description: 
Anteater is a testing framework designed around Ant, from the Apache Jakarta Project. It 
provides an easy way to write tests for checking the functionality of a Web application or 
of an XML Web service. 
Requirement: 
OS Independent 
Download data: 
Downloadable files: 20651 total download to date. 
 
Full list can be found on the source page. 
 
Source: http://www.opensourcetesting.org/functional.php 
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APPENDIX 2 
OPEN SOURCE TEST MANAGEMENT TOOLS 
Bugzilla Testopia 
Description: 
Testopia is a test case management extension for Bugzilla. It is designed to be a generic 
tool for tracking test cases, allowing for testing organizations to integrate bug reporting 
with their test case run results. Though it is designed with software testing in mind, it can 
be used to track testing on virtually anything in the engineering process. 
Requirement: 
Bugzilla 
Download data: 
Downloadable files: 19504 total downloads to date 
 
Data Generator 
Description: 
The Data Generator is a free, open source script written in JavaScript, PHP and MySQL 
that lets you quickly generate large volumes of custom data in a variety of formats for use 
in testing software, populating databases and more. 
Requirement: 
All 
Download data: 
No data feed available 
TestLink 
Description: 
TestLink is a web based Test Management and execution system. The tool includes test 
specification, planning, reporting, requirements tracking and collaborates with well-known 
bug trackers. 
Requirement: 
Apache, MySQL, PHP 
Download data: 
Downloadable files: 242579 total download to date 
Full list can be found on the source page. 
 
Source: http://www.opensourcetesting.org/testmgt.php 
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APPENDIX 3 
OPEN SOURCE BUG TRACKING TOOLS 
Bugtrack 
Description: 
Web based bug tracking system written in Perl/DBI. It supports multiple users, projects, 
components, versions and email notification. 
Requirement: 
Linux, Solaris, Windows 
Download data: 
Downloadable files: 8475 total download to date 
 
BugTracker.NET 
Description: 
BugTracker.NET is a free, web-based bug or issue tracker written using ASP.NET, C#, 
and Microsoft SQL Server/MSDE. It is in daily use by hundreds (maybe thousands) of 
development and support teams around the world. 
Requirement: 
All 32-bit MS Windows (95/98/NT/2000/XP) 
Download data: 
Downloadable files: 301744 total download to date 
 
Bugzilla 
Description: 
Bugzilla has matured immensely, and now boasts many advanced features. These include: 
integrated, product-based granular security schema, inter-bug dependencies and 
dependency graphing, advanced reporting capabilities, a robust, stable RDBMS back-end, 
extensive configurability, a very well-understood and well-thought-out natural bug 
resolution protocol, email, XML, console, and HTTP APIs, available integration with 
automated software configuration management systems, including Perforce and CVS 
(through the Bugzilla email interface and check-in/checkout scripts), too many more 
features to list 
Requirement: 
TBC 
 
Full list can be found on the source page. 
 
Source: http://www.opensourcetesting.org/bugdb.php 
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APPENDIX 4 
OPEN SOURCE PERFORMANCE TEST TOOLS 
Apache JMeter 
Description: 
Apache JMeter is a 100% pure Java desktop application designed to load test functional 
behaviour and measure performance. It was originally designed for testing Web 
Applications but has since expanded to other test functions. Apache JMeter may be used to 
test performance both on static and dynamic resources (files, Servlets, Perl scripts, Java 
Objects, Data Bases and Queries, FTP Servers and more). It can be used to simulate a 
heavy load on a server, network or object to test its strength or to analyse overall 
performance under different load types. You can use it to make a graphical analysis of 
performance or to test your server/script/object behaviour under heavy concurrent load. 
Requirement: 
Solaris, Linux, Windows (98, NT, 2000). JDK1.4 (or higher). 
 
Benerator 
Description: 
Benerator is a framework for creating realistic and valid high-volume test data, used for 
(unit/integration/load) testing and showcase setup. Metadata constraints are imported from 
systems and/or configuration files. Data can be imported from and exported to files and 
systems, or generated from scratch.  
Requirement: 
Platform Independent 
 
CLIF is a Load Injection Framework 
Description: 
CLIF is a modular and flexible distributed load testing platform. It may address any target 
system that is reachable from a Java program (HTTP, DNS, TCP/IP...) CLIF provides 3 
user interfaces (Swing or Eclipse GUI, command line) to deploy, control and monitor a set 
of distributed load injectors and resource consumption probes (CPU, memory...) An 
Eclipse wizard helps programming support for new protocols. Load scenarios are defined 
through XML-editing, using a GUI, or using a capture tool. The scenario execution engine 
allows the execution of up to millions of virtual users per load injector. 
Requirement: 
Java 1.5 or greater, with enhanced support for Linux, Windows XP, MacOSX/PPC 
 
Full list can be found on the source page. 
 
Source: http://www.opensourcetesting.org/performance.php 
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APPENDIX 5 
OPEN SOURCE SECURITY TEST TOOLS 
Oedipus 
Description: 
Oedipus is an open source web application security analysis and testing suite written in 
Ruby. It is capable of parsing different types of log files off-line and identifying security 
vulnerabilities. Using the analysed information, Oedipus can dynamically test web sites for 
application and web server vulnerabilities. 
Requirement: 
OS Independent 
Download data: 
No data feed available 
 
OSSTMM - Open Source Security Testing Methodology Manual 
Description: 
This manual is to set forth a standard for Internet security testing. 
Requirement: 
Download data: 
No data feed available 
 
Paros 
Description: 
Paros is for people who need to evaluate the security of their web applications. It is 
completely written in Java. All HTTP and HTTPS data between server and client, 
including cookies and form fields, can be intercepted and modified. 
Requirement: 
Cross-platform, Java JRE/JDK 1.4.2 or above 
Download data: 
No data feed available 
 
Full list can be found on the source page. 
 
Source: http://www.opensourcetesting.org/security.php 
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OPEN SOURCE API/IDE TEST TOOLS 
API Sanity AutoTest 
Description: 
An automatic generator of basic unit tests for a shared C/C++ library. It helps to quickly 
generate simple ("sanity" or "shallow"-quality) test cases for every function in an API 
using their signatures, data type definitions and relationships between functions straight 
from the header files ("Header-Driven Generation"). 
Requirement: 
GNU/Linux, UNIX, FreeBSD, Haiku 
Download data: 
No data feed available 
 
JSN Unit 
Description: 
JSN Unit is unique in that it tests JavaScript within the ASP .NET and Browser 
environments. It does not require a separate runner that runs as an EXE. The same code 
works on both the server and the client when testing Ajax applications in a .NET 
environment. 
Requirement: 
.NET 
Download data: 
No data feed available 
 
PHP Unit 
Description: 
PHP Unit is a family of PEAR packages (PHPUnit2 for PHP 5, PHP Unit for PHP 4) that 
supports the development of object-oriented PHP applications using the concepts and 
methods of Agile Software Development, Extreme Programming, Test-Driven 
Development and Design-by-Contract Development by providing an elegant and robust 
framework for the creation, execution and analysis of Unit Tests. 
Requirement: 
PHP4, PHP5 
 
Full list can be found on the source page. 
Source: http://www.opensourcetesting.org/unit_c.php 
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STEP BY STEP OPEN SOURCE EVALUATION 
Jtrac 
 
Criterion % weight Score           
scale (1 -10) 
 Open source 
score (%) 
Comment 
Community 30 8 24 Active community 
Release 
activities 
20 5 10  
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 10 10 // 
Total 100  80  
 
Mantis BT 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 10 30 // 
Release 
activities 
20 8 16 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 10 10 // 
Total 100  96  
 
Oops easy-track 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 0 0 // 
Release 
activities 
20 4 8 // 
User 
documentation 
20 0 0 // 
Developer 
documentation 
20 0 0 // 
Longevity 10 4 4 // 
Total 100  12  
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Php Bug tracker 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 0 0 // 
Release 
activities 
20 5 10 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 10 10 // 
Total 100  60  
 
Request tracker 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 10 30 // 
Release 
activities 
20 10 20 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 0 0 // 
Longevity 10 8 8 // 
Total 100  78  
 
Round up 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 5 15 // 
Release 
activities 
20 8 16 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 8 8 // 
Total 100  79  
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Scarab 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 4 12 // 
Release 
activities 
20 8 16 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 10 10 // 
Total 100  78  
 
Trac 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 4 12 // 
Release 
activities 
20 8 16 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 10 10 // 
Total 100  78  
 
Track+ 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 10 30 // 
Release 
activities 
20 10 20 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 10 10 // 
Total 100  100  
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WREQ 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 0 0 // 
Release 
activities 
20 2 4 // 
User 
documentation 
20 0 0 // 
Developer 
documentation 
20 0 0 // 
Longevity 10 10 10 // 
Total 100  14  
 
Zen track 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 8 24 // 
Release 
activities 
20 7 14 // 
User 
documentation 
20 5 10 // 
Developer 
documentation 
20 5 10 // 
Longevity 10 10 10 // 
Total 100  68  
 
Issue tracker product 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 2 15 // 
Release 
activities 
20 10 10 // 
User 
documentation 
20 10 10 // 
Developer 
documentation 
20 0 0 // 
Longevity 10 10 10 // 
Total 100  45  
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Bug bye 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 0 0 // 
Release 
activities 
20 2 4 // 
User 
documentation 
20 2 4 // 
Developer 
documentation 
20 0 0 // 
Longevity 10 10 10 // 
Total 100  18  
 
Bug log 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 0 0 // 
Release 
activities 
20 2 4 // 
User 
documentation 
20 2 4 // 
Developer 
documentation 
20 0 0 // 
Longevity 10 10 10 // 
Total 100  18  
 
BugNet 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 8 24 // 
Release 
activities 
20 10 20 // 
User 
documentation 
20 8 16 // 
Developer 
documentation 
20 5 10 // 
Longevity 10 10 10 // 
Total 100  80  
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Bug-A-Boo 
Criterion % weight Score           
scale (1 -10) 
open source score 
(%) 
Comment 
Community 30 0 0 // 
Release 
activities 
20 4 8 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 0 0 // 
Longevity 10 10 10 // 
Total 100  38  
 
Bug Genie 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 8 16 // 
Release 
activities 
20 10 20 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 10 10 // 
Total 100  86  
 
BugTracker.Net 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 10 30 // 
Release 
activities 
20 10 20 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 0 0 // 
Longevity 10 10 10 // 
Total 100  80  
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Bugzilla 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 10 30 // 
Release 
activities 
20 10 20 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 10 10 // 
Total 100  100  
 
E Traxis 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 0 0 // 
Release 
activities 
20 5 10 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 0 0 // 
Longevity 10 10 10 // 
Total 100  40  
 
Eventum 
Criterion % weight Score           
scale (1 -10) 
 Open source 
score (%) 
Comment 
Community 30 2 6 // 
Release 
activities 
20 8 16 // 
User 
documentation 
20 8 16 // 
Developer 
documentation 
20 0 0 // 
Longevity 10 10 10 // 
Total 100  48  
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Fly Spray 
Criterion % weight Score           
scale (1 -10) 
 Open source 
score (%) 
Comment 
Community 30 2 6 // 
Release 
activities 
20 10 20 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 8 16 // 
Longevity 10 10 10 // 
Total 100  72  
 
Gjallar 
Criterion % weight Score           
scale (1 -10) 
 Open source 
score (%) 
Comment 
Community 30 0 0 // 
Release 
activities 
20 6 12 // 
User 
documentation 
20 8 16 // 
Developer 
documentation 
20 8 16 // 
Longevity 10 10 10 // 
Total 100  54  
 
ITracker 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 8 24 // 
Release 
activities 
20 4 8 // 
User 
documentation 
20 10 20 // 
Developer 
documentation 
20 10 20 // 
Longevity 10 8 8 // 
Total 100  60  
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IWebJ Tracker 
Criterion % weight Score           
scale (1 -10) 
Open source 
score (%) 
Comment 
Community 30 0 0 // 
Release 
activities 
20 0 0 // 
User 
documentation 
20 4 8 // 
Developer 
documentation 
20 2 4 // 
Longevity 10 2 4 // 
Total 100  16  
 
 
