Introduction
Increasingly many computer systems are being viewed in terms of autonomous agents. Agents are being espoused as a new theoretical model of computation that more closely reflects current computing reality than Turing Machines. Agents are being advocated as the next generation model for engineering complex, distributed systems. Agents are also being used as an overarching framework for bringing together the component AI sub-disciplines that are necessary to design and build intelligent entities. Despite this intense interest, however, a number of fundamental questions about the nature and the use of agents remain unanswered. In particular:
• what is the essence of agent-based computing? • what makes agents an appealing and powerful conceptual model? • what are the drawbacks of adopting an agent-oriented approach?
• what are the wider implications for AI of agent-based computing?
These questions can be tackled from many different perspectives; ranging from the philosophical to the pragmatic. This paper proceeds from the standpoint of using agent-based software to solve complex, real-world problems. Building high quality software for complex real-world applications is difficult. Indeed, it has been argued that such developments are one of the most complex construction tasks humans undertake (both in terms of the number and the flexibility of the constituent components and in the complex way in which they are interconnected). Moreover, this statement is true no matter what models and techniques are applied: it is a consequence of the "essential complexity of software" [2] . Such complexity manifests itself in the fact that software has a large number of parts that have many interactions [8] . Given this state of affairs, the role of software engineering is to provide models and techniques that make it easier to handle this complexity. To this end, a wide range of software engineering paradigms have been devised (e.g. objectorientation [1] [7], component-ware [9], design patterns [4] and software architectures [3] ). Each successive development either claims to make the engineering process easier or to extend the complexity of applications that can feasibly be built. Although evidence is emerging to support these claims, researchers continue to strive for more efficient and powerful techniques, especially as solutions for ever more demanding applications are sought.
In this article, it is argued that although current methods are a step in the right direction, when it comes to developing complex, distributed systems they fall short in one of three main ways: (i) the basic building blocks are too fine grained; (ii) the interactions are too rigidly defined; or (iii) they posses insufficient mechanisms for dealing with organisational structure. Furthermore, it will be argued that: agentoriented approaches can significantly enhance our ability to model, design and build complex (distributed) software systems.
The Essence of Agent-Based Computing
The first step in arguing for an agent-oriented approach to software engineering is to precisely identify and define the key concepts of agent-oriented computing. Here the key definitional problem relates to the term "agent". At present, there is much debate, and little consensus, about exactly what constitutes agenthood. However, an increasing number of researchers find the following characterisation useful [10]:
an agent is an encapsulated computer system that is situated in some environment, and that is capable of flexible, autonomous action in that environment in order to meet its design objectives
There are a number of points about this definition that require further explanation. Agents are: (i) clearly identifiable problem solving entities with well-defined boundaries and interfaces; (ii) situated (embedded) in a particular environment-they receive inputs related to the state of their environment through sensors and they act on the environment through effectors; (iii) designed to fulfil a specific purpose-they have particular objectives (goals) to achieve; (iv) autonomous-they have control both over their internal state and over their own behaviour; (v) capable of exhibiting flexible problem solving behaviour in pursuit of their design objectives-they need to be both reactive (able to respond in a timely fashion to changes that occur in their environment) and proactive (able to opportunistically adopt new goals) [11] .
When adopting an agent-oriented view of the world, it soon becomes apparent that most problems require or involve multiple agents: to represent the decentralised nature of the problem, the multiple loci of control, the multiple perspectives, or the competing interests. Moreover, the agents will need to interact with one another: either to achieve their individual objectives or to manage the dependencies that ensue from being situated in a common environment. These interactions can vary from simple information interchanges, to requests for particular actions to be performed and on to cooperation, coordination and negotiation in order to arrange interdependent activities. Whatever the nature of the social process, however, there are two points that qualitatively differentiate agent interactions from those that occur in other software engineering paradigms. Firstly, agent-oriented interactions occur through a high-level (declarative) agent communication language. Consequently, interactions are conducted at the knowledge level [6]: in terms of which goals should be followed, at what time, and by whom (cf. method invocation or function calls that
