In this paper we consider the problem of determining whether a given colored graph can be triangulated, such that no edges between vertices of the same color are added. This problem originated from the Perfect Phylogeny problem from molecular biology, and is strongly related with the problem of recognizing partial k-trees. In this paper we give a simple linear time algorithm that solves the problem when there are three colors. We do this by first giving a complete structural characterization of the class of partial 2-trees. We also give an algorithm that solves the problem for partial 2-trees.
Introduction
Consider a graph of which the vertices are colored such that no two adjacent vertices have the same color. In this paper we consider the problem to determine whether we can triangulate the graph (i.e. add edges, such that the resulting graph does not have an induced cycle of length at least 4) , such that in the triangulated graph no two adjacent vertices have the same color.
The problem of triangulating a colored graph such that no two adjacent vertices have the same color is polynomially equivalent to the Perfect Phylogeny problem, see e.g., [7] . This problem, which is concerned with the inference of evolutionary history from DNA sequences, is of major importance to molecular biologists. Very recently, this problem has been shown to be NP-complete [2] . In [11] it was shown that the problem is solvable in O( nk+l) time for k-colored graphs. Another special case was solved in [7] . In this paper we consider the problem, for the case that there are at most three colors. In [8] 
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Kannan and Warnow improved on their algorithm, and found a variant, that uses linear time. In this paper we give another, much simpler, linear time algorithm. This paper is organized as follows. In section 2 we give a number of important definitions and properties of triangulated graphs. In section 3 we give a complete characterization of partial 2-trees. In section 4 , precise conditions are given when a 3-colored graph is c-triangulatable, and when a colored partial 2-tree is ctriangulatable. In section 5 we give a linear time algorithm, that solves the problem of triangulating a three-colored graph, using the characterization of section 4. In section 6 we discuss a simpler variant of the algorithm, that only decides whether a c-triangulation exists, but does not yield the triangulation itself, and give an algorithm for triangulating t-colored partial 2-trees.
Definitions and basic properties
In this section we discuss some basic properties of triangulated graphs. Triangulated graphs are also known as chordal graphs. For further information we refer to [6] . Fulkerson and Gross ( [5] ) gave the following characterization of triangulated graphs. This theorem gives us an easy algorithm for the recognition of triangulated graphs, namely repeatedly locate a simplicial vertex and remove it from the graph. The graph is triangulated if and only if this process ends with the empty graph. H the graph is not a clique then there are at least two nonadjacent simplicial vertices. The following characterization was found by Dirac ([4] There is yet another characterization, which says that a graph is triangulated if and only if it is the intersection graph of a family of subtrees of a tree. Examples of triangulated graphs are interval graphs and k-trees. Triangulated graphs are perfect (i.e. for every induced subgraph the chromatic number is equal to the size of a maximum clique, or equivalently, for every induced subgraph the size of a clique cover is equal to the size of a maximum stable set). Triangulated graphs can be recognized in linear time. There exist linear time algorithms for many NP-complete problems when restricted to triangulated graphs, for example coloring, clique, stable set and clique-cover. (See [6] .) Definition 2.5 A triangulation of a graph G is a graph H with the same number of vertices such that G is a subgraph of H and such that H is triangulated. We say that G is triangulated into H.
Clearly, every graph can be triangulated (into a clique). Triangulating a graph such that the number of added edges is minimum is called the minimum fill-in problem, and triangulating such that the maximum clique is minimum is called the treewidth problem (the treewidth of a graph is one less than the minimum size of a maximum clique in any triangulation). Both these problem (treewidth and minimum fill-in) are NP-complete.
In the next section we give a definition of a special type of triangulated graphs, called k-trees, and we characterize the biconnected partial 2-trees.
From this definition it follows that every maximal clique in a k-tree has size k + 1, and that every minimal vertex separator has size k. Definition 3.2 A partial k-tree is a subgraph of a k-tree, or equivalently, a partial k-tree is a graph that can be triangulated into a k-tree.
It is an easy exercise to show that every triangulated graph with a maximum clique of size at most k + 1 is a partial k-tree. It turns out that many interesting classes of graphs are contained in a class of partial k-trees for some k (see e.g. [1] ). A large number of NP-hard problems become solvable in polynomial or even linear time when restricted to the class of partial k-trees for some constant k. Partial k-trees are recognizable in O( n log2 n) time, see [3] .
In this section we address the problem of characterizing partial2-trees. A graph is a partial2-tree if and only if all its biconnected components are partial 2-trees, so when characterizing partial 2-trees we can restrict ourselves to biconnected partial 2-trees. Note that by lemma 3.1 the cell-completion G is a subgraph of any triangulation of G.
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Definition 3.4 A tree of cycles is a graph which can be obtained by gluing together chordless cycles edge by edge. At each stage a new cycle is glued to exactly one edge of the part of the tree of cycles that has already been constructed.
For example, a 2-tree is a tree of triangles (i.e. a tree of cycles in which every cycle is a triangle). The following characterization appears in [9] , where it is used to enumerate all biconnected partial 2-trees. By triangulating a chordless cycle with m vertices, we mean adding m -3 edges (i.e. the minimum number) such that the new graph is triangulated. 
Proof:
The only if part can be seen as follows. We must show that G is a tree of cycles. Consider a triangulation of G into a 2-tree H. Consider the edges in H that are not in G. Such an edge of H must be incident with at least two triangles since G is biconnected. On the other hand, if there are three triangles incident with an edge of H, the edge is also present in G. Since H is a tree of triangles, and the only edges that are not in G are edges that are incident with two triangles, it follows that G must be a tree of cycles. Now let G be a tree of cycles. Then by triangulating each cycle into a 2-tree, the resulting graph is a tree of triangles, and hence a 2-tree. 0 In the next section we focus on c-triangulating 3-colored graphs.
c-Triangulating 3-colored graphs
Recall that the problem that we consider in this paper is the following. Given a graph G with a vertex coloring c : V -+ C, where C is a set of t colors, such that each vertex is colored with one of t colors. Triangulate G (if possible) without introducing edges between vertices of the same color. If such a triangulation exists we call it a c-triangulation.
Note that a graph can be c-triangulated if and only if all the biconnected components can be c-triangulated, and a c-triangulation of a graph G can be obtained by c-triangulating all biconnected components. Hence, in the remainder we assume that G is a biconnected graph. We can also observe that the maximum clique size in a c-triangulation can be at most the number of different colors, since otherwise there would be an edge between vertices of the same color. The following lemma states an even stronger result. 
Theorem 4.2 Let G be a biconnected t-colored partial 2-tree, and let G be the cell completion of G. G can be c-triangulated, if and only if:

No two adjacent vertices of G have the same color, and 2. Every cell has at least three vertices with different colors.
Proof: From theorem 3.2 it follows, that it is sufficient to show that a cycle can be ctriangulated, if and only if it contains three vertices of different colors. This fact was proved in [8] . For reasons of completeness we also present a proof here.
If a cycle has only two colors, then it is easy to see that it can not be ctriangulated, since cycles of length 3 cannot be made. Suppose a cycle S has three colors. If S is a triangle there is nothing to proof. Otherwise we can add a chord to S such that the two new cycles made by this chord each have three colors. To find such a chord, we consider two cases. In case that there is a color that appears only once, then take any chord containing this color at one of its end-vertices. If every color appears at least twice in S, then there is a vertex v such that the two neighbors have different colors. Then take the chord connecting the two neighbors of v. Recursively apply the argument to the shorter cycles formed by the chord. 0 A slightly different characterization is obtained in the following theorem. 
Corollary 4.4 Let G be a biconnected 3-colored graph, and let G be the cell completion of G. G can be c-triangulated, if and only if:
1. G is a partial 2-tree.
No two adjacent vertices of G have the same color, and 9. Every cycle in G contains at least three vertices with different colors.
5 Algorithm for 3-colored graphs
In this section we describe an algorithm to c-triangulate a 3-colored graph, if possible. In section 6, we give an easier variant, that only tests whether it is possible to c-triangulate the graph, without actually yielding a c-triangulation. We also give a variant for t-colored partial 2-trees, for t ~ 3.
Suppose G is a biconnected 3-colored graph. Our algorithm to c-triangulate G, if possible, has the following structure:
1. Make any triangulation of G into a 2-tree H. 
c-Triangulate each cell (if it has three different colors).
Notice that when step 1, 2 or 4 fails, the graph can not be c-triangulated, and otherwise the algorithm outputs a correct c-triangulation. Correctness of this method follows from theorem 4.2.
We now describe each step of this algorithm in more detail. As each step 1 linear time implementation, we get the following result. 
Triangulating G into a 2-tree H
In this subsection we consider the problem to find a 2-tree H, that contains a given graph G as a subgraph, or output that such a graph does not exist. It is well known that this problem can be solved in linear time, see e.g. [10] . For reasons of completeness we describe the algorithm also here.
II G is a biconnected partial 2-tree, we can make a triangulation into a 2-tree H by successively choosing a vertex of degree two, making the neighbors of this vertex adjacent and removing the vertex from the graph (see for example [12] .)
We can implement this as follows. Assume that we have for each vertex in the graph G a (linked) list of neighbors. Assume that with each edge (x, y) in the adjacency list of x, there is a pointer to the edge (y, x) in the adjacency list of y.
We also keep a list of vertices of degree 2. Initialize H := G (i.e. make a copy of the adjacency lists). Choose a vertex of the list of vertices of degree 2, say x. Let y and z be the neighbors of x. We add z to the adjacency list of y and y to the adjacency list of z. It is possible, that we create a duplicate edge (y, z) in this way, i.e. in that case y appears twice in the adjacency list of z, and vice versa.
We now test, whether y, and z have degree 2 (and hence must be put on the list of vertices of degree 2). Look at the adjacency list of y. Scan this list until either we have encountered three different neighbors of y, or until the list becomes empty.
When we encounter a duplicate edge while scanning the list, say (y, x'), we remove the second copy of it from the list of y, and remove its counterpart from the list of x'. H y has only two different neighbors, we put y in the list of vertices of degree two. We do the same for z.
Iterate the above until there are no vertices of degree 2 left. When the graph now has more than two vertices, then G was no partial 2-tree. Otherwise, H is a 2-tree, containing G as a subgraph. Correctness of the algorithm follows from [12] . The order in which the vertices have been removed, is a perfect elimination scheme for the 2-tree H.
To see that this algorithm runs in linear time, we notice the following. When scanning the adjacency lists, every step we either encounter a duplicate edge (which is then removed) or we find a new neighbor. Notice that the total number of duplicate edges is at most n (the number of vertices of G), since every time a vertex is removed at most one duplicate edge is created.
We remark here that the description given in [12] is insufficient to show linear time of the algorithm. In particular, in [12] the test' given vertices x, y, test whether (x, y) E E' is assumed to take constant time. However, when the edges are given as adjacency lists, this test can take more time (when using a standard model of computation ).
Making the cell-completion G
Suppose that we now have the 2-tree embedding H with a perfect elimination scheme Each adjacency list now has at most two elements, since u is a perfect elimination scheme of a 2-tree. Number the edges of H in any order 1, ... , 2n -3, and let a pointer point from the edges in the adjacency lists to its number and vice versa. 
Making a list of the cells
Notice that the number of cells in G is at most n -2 (with equality if and only if a is already a 2-tree). For each cell we initialize an empty list. During the algorithm we keep a pointer from each edge in H we have encountered to the number of the last cell it is contained in and to its position in this cell. Again let (7 
Triangulating each cell
We have made a list of vertices for each cell such that consecutive vertices in this list are adjacent in a. For each color we make a list of vertices in the cell that are of this color, and for every vertex we make a pointer to its position in the list. H there is a color with an empty list, the cell can not be triangulated. Suppose every color occurs in the cell. H there is only one vertex of a given color, we make this vertex
