Abstract. Queries to data warehouses often involve hundreds of complex aggregations over large volumes of data, and so it is infeasible to compute these queries by scanning the data sources each time. Data warehouses therefore build a large number of materialized views to increase system performance. However, materialized views need to be immediately updated when its sources are changed, leading to a possible decrease in system performance. The goal of the materialized view selection problem is to select an appropriate set of views that minimize total query response time as well as the view maintenance cost. In this paper, we develop a solution for identifying the candidate view space of materialization. In particular, we present algorithms for generating a unionview and a partial-view, both of which are good candidates for materialization. The proposed candidate view space guarantees to find a polynomial bounded set of optimal views, and any selection algorithm from previous research, e.g. greedy algorithm, can be ran on the candidate view space to find the optimal materialized views.
Introduction
Data warehouses are very large databases which contain historical, summarized and consolidated data. Since the queries imposed on the data warehouses are usually very complex, for the purpose of supporting OLAP(online analytical processing) and DSS(decision support system), current database systems have been using the materialized views to reduce the query response time perceived by the clients programs. Materialized views are computed by querying the base relations of the data warehouse and stored to accelerate processing of the incoming queries. However, materialized views need to be kept up-to-date whenever the source tables are updated. The maintenance cost as well as the storage limit of data warehouses makes materializing every view impossible, and a set of appropriate views should be selected among the candidate views.
Identifying the candidate view space is to find all possible SQL view definitions over the database schema such that the views have the possibility of being used by the query optimizer while processing the given query workloads. The size of the candidate view space is essentially exponential in the size of database schema and query workloads [3] . Therefore, reducing the size of the candidate view space while not affecting warehouse performance is the key issue in identifying the candidate views.
Research has been done for solving the materialized view selection problem [13, 2, 10] . They assume that the analytical queries are represented by their simplified query models and focus on the searching algorithm for selecting an optimal view set from the space. They do not give detailed algorithms for dealing with SQL queries such as aggregation functions even though SQL is the most commonly used view definition language in relational databases. Most importantly, they considered only the intermediate query results that appeared in the given workloads' execution plan as candidate materialized views. Hence, the views were excluded from the candidate view space if they joined the relations not referred to in the queries even though the views could have been used in the optimal query execution plan. [4] In this paper, we propose a new method for creating a candidate view space which overcomes the drawbacks of the previous works. Queries in our model contain selection, projection, join, group-by and aggregation, which are essential for expressing analytical queries in SQL. Upon the queries, we provide algorithms for making union-views and partial-views that constitute the candidate view space. Union-view is a view that subsumes queries in that the view is sufficient to get the query result without joining with other relations. Partial-views, on the other hand, are intermediate results of queries in that other relations should be joined with the view to make the final query results.
The rest of the paper is organized as follows. In section 2, we present a related work. In section 3, we illustrate the motivating example and give a formal definition of the materialized view selection problem. In section 4, we give the definitions of the union-view and the partial-view, and show how the space can be optimized while not affecting the warehouse performance. We also present an algorithm that generates the candidate view space. Finally in section 5, we describe the directions of future work and conclude the paper.
Related works
Previous works can be classified according to the query model they use. In [5] and [2] , queries are represented by the grouping attributes used in aggregations to simplify the view selection problem. Grouping attributes form a lattice called the data cube lattice. The number of nodes in the data cube lattice is very large because they represent all the queries possible in the given schema. The number of representative queries which users frequently ask is extremely small compared to the total number of nodes in the lattice. This scarcity of representative queries creates a need for efficient view selecting algorithms that select views to materialize among the node in the data cube lattice. In [8] , the authors provide a greedy algorithm that selects views to materialize from the data cube lattice. Works in [5] extends the previous results to select both views and indexes. In [2] , the size of the lattice is further reduced using the dimension hierarchy among the grouping attributes in the multi-dimensional schema.
In [13] , queries are represented by selection and join operations without aggregations. Operations in queries are represented by edges in the multi-query graph, and several graph-transforming operations are suggested to select views from the multi-query graph. In [6, 7] , heuristic algorithms for selecting views are suggested using an AND-OR graph. However, a specific query model was not provided, making it difficult to apply to the real world and to evaluate the quality of solutions. In [14] , queries are represented by selections, projections, joins and aggregations. Query plans for each query are combined together to form a global optimal query plan called MVPP (multiple view processing plan). The views to materialize are selected among the nodes of MVPP graph using some heuristics. However, they didn't consider union-views, which subsume the query results, in their candidate view space, and it is very hard to generate an optimal MVPP.
Preliminaries

Motivating Example
We use the star schema example, a classical multidimensional schema used for OLAP, to motivate our view selection problem. The schema shown in Figure 1 has three dimension tables, Store, Product and Time, and a fact table, Sales, for ease of exposition. This schema represents how many products are sold at each store every day. All relations referred to in Q 1 and Q 2 are joined in V 1 . From V 1 , we can get the query results of Q 1 and Q 2 from the following queries, Q 1 'and Q 2 ', respectively.
Example 2. Let us consider a second materialized view, V 2 , which is defined as follows. It is quite obvious that V 2 can be used in processing Q 1 because it is the intermediate result of the Q 1 's processing plan. And, after some observation, we can find out that V 2 can also be used in processing Q 2 by the following query Q 2 '' :
Given the database schema and the commonly asked query workloads, we now have the following observations for the view design process:
• A view that subsumes a query can be used in processing the query, and the view should be included in the candidate view space.
• A view that is an intermediate result of a query can necessarily be used in the query processing, and the view should also be included in the candidate view space.
• Even if the join relations of a view include relations not referenced in the query, the view might be used in the query processing or in some cases, other views' maintenance. Therefore the view can be included in the candidate view space.
Problem Definitions and Notations
When a set of views, V, is materialized, the query cost of processing query Q depends on V used in the query processing. The maintenance cost of V is decided by a subset of V, which is used in the maintenance process. Therefore the query cost is the function of Q and V, C q (Q, V), and the maintenance cost is a function of V, C m (V). We also say a materialized view v is beneficial if it may contribute to reducing the query processing cost or to reducing the cost of maintaining other views up to date.
Definition 3.1 Given a set of query workloads Q and a set of materialized view V, some of the queries may benefit from materializing a view v by using v in query processing. A set of materialized view may also benefit from v by using v in maintaining them. The Benefit_Set of v is a set of queries and materialized views that benefit from materializing v.
, where q∈Q ∪V Now we give the formal description of the candidate view space identification problem.
Definition 3.2
Given a database schema D and a set of query workloads Q, the candidate view space, V, is a set of views defined as follows :
-Every view v∈V is beneficial.
-No view in V that has the same Benefit_Set is more beneficial than v both in query processing and maintenance cost.
In this paper, we consider queries represented by a single block aggregate query, which consists of selection, projection, join, group-by and aggregation functions. For convenience, we use following relational algebra notations to represent the queries. For relation and view names, we will use the capital letters, and a set of relations will be denoted by boldface letters. We also define following additional notations for ease of exposition.
• attr(R) : all attributes in a relation set, R • common(R 1 , R 2 ) : a set of attributes commonly contained in both R 1 and R 2 • subattr(A, R) : a set of attributes contained in R among the attribute set A • pred(S, R) : a set of selection predicates defined over relation set R among a set of predicates, S.
Conditions for Candidate View
We classify the candidate views into two categories, a union-view and a partial-view, based on the way in which the view is used in query processing. The partial-view is an intermediate result which can be used in query processing if it is joined with other relations. The union-view is a subsuming view which can be used in answering one or more queries only by selection, projection and grouping operations without joining with other relations.
Conditions for Union-View
For a view to be useful in answering queries without joining with other relations, the view should contain sufficient and necessary information that the queries require. Determining selection conditions and the group-by attributes for the view is simple. Intuitively, in order for a view V to be useful in answering the query Q, the Q's result should be included in the view. The following theorems state this property. In Example 1, V 1 was useful in answering Q 1 and Q 2 because all relations referred to in the queries are joined in it. However, if a record of Q 1 's result is eliminated or duplicated when joined with relations referred to in Q 2 , V 1 would be unusable in processing Q 1 and Q 2 . This is revealed by considering the referential integrity constraints enforced in the database. Following theorem states this property. 
A view which joins any relations not referred to in the queries has no benefit from the perspective of the query evaluation. From this property, we define a union-view of two queries, i.e. a view that contains the query results of two queries, as follows:
] is a view that has the least number of join relations, grouping attributes, aggregation functions, and selection conditions among the views that subsume Q 1 and Q 2 . It is defined when R 1 and R 2 are join-lossless as follows:
where
is a set of aggregations computed by an 'A' row from Table 1 for f i (b i ) in F 1 and F 2 . Table 1 shows the aggregation function decomposition rule, that is, which aggregation functions should be contained in the materialized view to compute the aggregation function in the query. The rule states that f i (b i ) in the query is decomposed into f j (b j ) and f k (b k ). That means that if the materialized view has f k (b k ), then we only need f j (b j ), which uses the materialized view, to get the query result. If query's aggregations are defined over the relations that included in the materialized view, then we use row 'A' of Table 1 . Otherwise, we use row 'B'. For example, SUM(Quantity) in Q 1 of Example 1 is decomposed to SUM(Quantity) in V 1 and SUM(SUM_QUANTITY) in Q 1 '. Details can be found in [4] . The following the theorem shows that we can get the query result from the unionview.
, then V can be used in answering Q 1 and Q 2 by the following queries:
is an aggregation function defined by Table 1 
Proof
Proof can be found in [9] .
We have shown that the union-view can be used in query processing and therefore is beneficial. For the union-view to be a candidate view, it should be most beneficial among the views that have the same Benefit_Set. The following theorem states this issue. 
Conditions for Partial-View
A view can be used in query processing if it contains a partial computation result of the query, i.e. an intermediate result of the query. For such a view V to be useful in processing a query Q, V should contain all information necessary for processing the remainder of query Q.
Views that contain partial information may require a larger query cost than unionviews since they have to be joined with other relations to get the query result. On the other hand, they have smaller maintenance cost than union-views since a smaller number of views are referred in the view, that is, it can be a candidate view to materialize. Therefore, we need to define a method for generating a view with partial information by excluding a set of relations from the query as well as define a method of computing the original query using the view.
Definition 4.3 partial-view V of queries
over R 1 is defined as follows :
is a corresponding aggregation function in Table 1 , which is defined by an 'A' row if b i ∈ attr(R 1 ), and by a 'B' row if b i ∈ attr(R 2 ) . □
A partial-view V of Q 1 over R 1 is obtained by excluding all operations of R 2 from the set of operations in Q 1 . V has all operations of Q 1 defined over R 1 , which makes V more effective in query processing than the views that are short of some of them. V's group-by attributes and projection attributes both have common(R 1 , R 2 ) in them because it is needed for joining them with R 2 during processing Q 1 . Table 1 , which in turn is defined by an 'A' row if b i ∈ attr(R 1 ), and by a 'B' row if b i ∈ attr(R 2 )
Proof
We have shown that a partial-view can be obtained from a query by excluding a set of relations from the query. We have to include the partial-views in the candidate view space since partial-views may have a lower maintenance cost than materializing the query itself by excluding the relations of frequent update. Furthermore, if the partial view is join-lossless with other queries, a partial view of a query can be beneficial by using it in evaluating not only the original query but also other joinlossless queries as we've shown in Example 2. Proof can be found in [9] .
Generating Candidate View Space
We use both union-view and partial-view defined in Section 4 in order to create the candidate view space from the given database schema and query workloads. Creating the candidate view space starts with computing partial-views from the queries and then computing the union-views for each pair of candidates. By computing partialviews, we can generate views with a small maintenance cost; we then take these partial-views and merge them into union-views, further shrinking the maintenance cost. The detailed algorithm is presented in [9] The size of candidate view space can be very large as the number of query workloads increases since the number of union-views is exponential in the number of queries in worst case. Yet the number of union-views can also be effectively reduced if the schema is very complex. When the schema is complex, the possibility that two queries are join-lossless is very low, thus the number of possible union-views exhibit drastic reduction. This was examined through the experiments conducted using various schemas and randomly generated query sets. In those experiments, the size of candidate view space grows linearly as the number of queries increases. We omit the experimental result due to the lack of space. Now we have to select the optimal view set from the candidate view space. However, it may be infeasible to search every subset of candidate view space, which is a double exponential. Therefore we need a heuristic that reduces the search space. For example, [1] proposed an interesting-item-set to reduce the candidates so that a set of relations that referred more than a certain threshold should be the candidates. It also proposes the heuristic that a view that is not optimal for any query in the query workloads can never be a member of an optimal materialized view set. Since they are beyond the scope of this paper and tremendous research has already been done on the subject, we won't deal with the heuristics further at this time [5] [2] [11] .
