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 Máster oficial de software libre. 
Proyecto de investigación básica o aplicada. 


















estático  para  java,  esta  tarea  necesita  de  estudiar  previamente  el  estado  del  arte  de  estos 









Uno de  los mayores retos a  los que se enfrenta  la  ingeniería del software en  los últimos años es el 
creciente  tamaño,  seguridad  y  protección  necesaria  para  los  proyectos  del  software  que  se 
desarrollan.  Esta  situación  necesita  de  herramientas  que  ayuden  a  realizar  análisis  de  código  en 
diferentes  etapas  de  desarrollo.  Para  esto  tenemos  dos  tipos  de  herramientas,  las  estáticas  y  las 
dinámicas.  Las  primeras  permiten  realizar  un  análisis  de  fallos  (bugs)  sin  ejecutar  el  código  y  se 
pueden utilizar desde las primeras fases del ciclo de vida. Están enfocadas a optimizar el código y a su 
validación.    Las  segundas,  conocidas  como herramientas dinámicas o de  testing  se  utilizan  en  las 
últimas fases del ciclo de vida. El conjunto de herramientas trata de prevenir errores  lo que resulta 
fundamental de cara a la obtención de un producto de calidad.  














Para  poder  comparar  estas  herramientas  utilizamos  dos  proyectos  de  software  libre  argoUML  de 
202395 líneas de código y OpenProj de 48169 líneas de código. 
3. Posibles  criterios  de  valoración  en  una  herramienta  de  análisis 
estático. 
La  mayoría  de  los  documentos  estudiados  muestran  muchas  características  deseables  para  una 
herramienta  estática,  sin  embargo,  siguiendo  el  campo  de  investigación  del  technical  report  de 


































es  el  número  de  llamadas  a  un  procedimiento, método  o  función.  En  el  siguiente 
ejemplo,  un  análisis  context‐sensitive  distingue  dos  llamadas  al método  Resultado 






public int Resultado(int x) { 
y=6; 
return x=x+y; 
       } 
Public Calcular(){ 
.. 
sum = Resultado(5); 
… 





dos  alternativas  (x  no  es  constante).  Evidentemente,  los  primeros  resultan mucho 
más caros de implementar que los segundos: 
o Backward dataflow analysis vs Forward dataflow analysis. Estas técnicas se utilizan 
cuando  es  necesario  investigar  el  flujo  de  datos  en  dos  sentidos  (forward  y 
backward).  La  técnica  forward  analiza  el  código  sobre  el  comportamiento  pasado, 
alcance  de  las  definiciones  o  expresiones  definidas,  mientras  que  en  la  técnica 
backward  el  análisis  intenta  predecir  el  comportamiento  futuro,  expresiones  muy 
ocupadas o variables sin vida. Se pueden utilizar para descubrir  redundancias en el 
código. 
 Análisis  style‐checkers.  Se  centran exclusivamente en  la estructura  léxica y  sintáctica. Con 
este  tipo  de  analizadores  se  detectan  espacios  en  blanco,  código  demasiado  extenso, 












Esta  herramienta,  desarrollada  inicialmente  en  la  universidad  de Maryland  por  Bill  Pugh  y  David 
Hovemeyer autores del artículo [7], se ha convertido en un proyecto de SourceForge.net protegida 
con  licencia  LGPL  (Lesser GNU  Public  License).  Es  uno  de  los  analizadores más  utilizados  y mejor 
documentados de las que se han estudiado[15], en agosto del 2009 se ha bajado 287.580 veces. 
Utiliza  la  librería BCEL(Apache Byte Code Engineering  Library) para generar el grafo de  control de 












































 Otra  limitación a tener en cuenta es que el análisis que realiza no  incluye  la documentación 
javadoc. 
4.2.PMD. 
Tal  y  como  aparece  en  la  página  oficial  de  PMD[17],    es  una  herramienta  de  código  libre,  bien 
documentada,  con  licencia  BSD  (Berkeley  Software  Distribution),  que  pertenece  al  conjunto  de 
proyectos de SourceForge.net. Es un analizador que utiliza la técnica de análisis style checkers. 
PMD no analiza el código fuente del aplicativo de manera directa, en su  lugar, parsea dicho código 



























El  formato del  informe de salida depende de  la  librerías utilizada,   si utilizamos por ejemplo,  iText 
podemos obtener un archivo RTF con el fallo, línea, mensaje y nivel de criticidad.  
















de  librerías  externas,  según  el  autor  de  Seelhofer[10],  pertenece  al  grupo  de  herramientas  style 
checkers. Sin embargo, existen además chequeos opcionales por ejemplo para J2EE.  
Si  las  reglas  de  validación  proporcionadas  por  este  analizador  no  cubren  nuestras  necesidades, 
podemos  crear nuestras propias  reglas de validación. Para ello, proporciona una herramienta que 







el  código  fuente  en  una  representación  en  árbol  (AST)  que  refleja  la  estructura  del  fichero.  Para 
realizar  esta  función  utiliza  un  parseador/generador  llamado  ANTLR  que  generará  el  árbol  AST 
(Abstract Syntax Tree). 










Los  plugins  más  conocidos  son:  Eclipse‐CS,  Checklipse  (licencia  Mozilla  Public  License  MPL), 
Checkstyle‐idea, JetStyle, Checkstyle Beans, nbCheckStyle, JBCS y jbCheckStyle. 
Es una herramienta bien documentada, con página propia en [13]. 





JLint es una herramienta de  licencia  LGPL disponble en  la página  [16],    realiza análisis de  flujo de 




 AntiC  que  realiza  la  verificación  sintáctica.  Es  un  programa  que  realiza  análisis  léxico  y 
sintáctico de ficheros Java (también de C y C++).  
 JLint que efectúa la verificación semántica analizando ficheros .class. Puede detectar errores 







 Errores  de  sincronización  de  threads.  Deadlocks  y  race  conditions.  El  primer  tipo  se  da 
cuando  se  bloquean  demasiados  recursos  y  todos  los  procesos  quedan  bloqueados,  el 
segundo  caso  aparece  cuando  no  se  utiliza  un  bloqueo  donde  es  necesario,  los  threads 
pueden interferirse entre sí y el resultado depende del orden de ejecución de cada thread.  

















controlar  los  tipos  de  fallos  que  detecta  la  herramienta  utilizando  anotaciones/aserciones  en  el 
código  java  (diseño  por  contrato  en  java)  que  son    codificadas  en  lenguaje  JML  (Java  Modeling 
Language) al estilo de Hoare, con precondiciones, postcondiciones e  invariantes. Estas anotaciones 
se conocen como pragmas y pueden expresarse:   
 En una única línea: //@ requires a != null [13]. 












 Posibles  excepciones  en  tiempo  de  ejecución.  Cast,  Null,  NegSize,  IndexTooBig, 
IndexNegative, ZeroDiv, ArrayStore. 
 Violaciones de la especificación JML. Precondiones, postcondiciones incorrectas. 






















mantenimiento  de  proyectos.  Se  distribuye  gratuitamente  bajo  licencia  Common  Public 
Attribution  License  Version  (CPAL).  La  herramienta  permite  controlar  todos  los  aspectos 
referentes  a  la  gestión  de  proyectos,  como  la  planificación,  programación  y  gestión  de 

























descomprimiendo  el  fichero  .tar.gz  descargado  del  sitio  de  Eclipse.org.  Además  se  instala  como 
plugins en Eclipse los dos analizadores elegidos para el artículo, los dos analizadorse explican en sus 
páginas el proceso de instalación: 
 Para instalar FindBugs en Eclipse solo tenemos que ir al menú Help -> Software Updates -






 Para  instalar  el  plugin  PMD  hacemos  lo  mismo  pero  con  el  sitio  oficial  de  PMD  
http://pmd.sourceforge.net/eclipse, en el cuadro de diálogo Help -> Software updates -
> Available Software -> Add Site,  marcamos  el  componente  correspondiente 
dependiendo de la versión de Eclipse y pinchamos en Install. 
Tras  la  instalación  tenemos dos nuevas perspectivas para poder ver  los  resultados de su ejecución 
disponibles en Window -> Open perspective -> Other (FindBugs o PMD). 
Los dos  analizadores  generan  sus  estadísticas  en  ficheros  XML.  Para  generar  estas  estadísticas  se 
utiliza el menú de contexto de FindBugs (Save XML) y el de PMD (Generate Reports).  Para manipular 
los ficheros XML generados utilizaremos el motor QIZX/OPEN desarrollado en java, con licencia MPL 
que  permite  ejecutar  sentencias  de  XQuery.  Los  ficheros  se  descargan  de  la  página  [21]  y  la 
instalación solo necesita que se descomprima el fichero en una carpeta del equipo. 
5.3. Usabilidad de FindBugs y PMD en Eclipse. 
Para valorar la usabilidad de las dos herramientas según el punto 3 de este documento tenemos en 
cuenta los criterios que indicamos a continuación: 
5.3.1. Documentación y ayuda disponible. 
En  los dos casos tenemos toda  la documentación en  la página oficial de cada herramienta. Los dos 
analizadores tienen la documentación actualizada [15] [17]. 
5.3.2. Tiempo de instalación y actualizaciones posteriores. 
El tiempo de instalación es el mismo para las dos herramientas, las dos aprovechan la funcionalidad 




5.3.3. Configuración del entorno. 
La configuración de los bugs que nos interesan se raliza en las dos herramientas en el menú Window 
-> Preferences. 
 FindBugs.  En  Window -> Preferences – java – FindBugs  podemos  ver  que  FindBugs 
distingue 3 niveles de  criticidad,  fast,  slow y moderate y 10  categorías de bugs: Malicious 




 PMD.  PMD  agrupa  los  bugs  en  RuleSet  temáticos,  para  poder  configurarlos  tenemos  la 
opción Rules Configuration dentro de Window -> Preferences – PMD. Nos permite utilizar 
un editor propio para poder añadir, modificar, copiar y eliminar reglas de detección de bugs. 
FindBugs no presenta un editor de reglas de este tipo. 
5.3.4. Ejecución de analizadores. 
Para ejecutar FindBugs en un proyecto abierto en Eclipse solo tenemos que seleccionar la carpeta del 
proyecto y  con el menú de  contexto ejecutar el  comando Find Bugs -> FindBugs. Para ejecutar 







5.3.5. Interpretación de resultados. 
Para poder interpretar los resultados de cada herramienta, vamos a observar el comportamiento de 









<BugTipo type="MS_SHOULD_BE_FINAL" priority="1" 
category="MALICIOUS_CODE"><SourceLine 
classname="com.projity.grouping.core.hierarchy.MutableNodeHierarchy" 







aparece  el  texto  "A mutable  static  field  could  be  changed  by malicious  code  or  by  accident  from 




PMD con  la xquery equivalente a  la del punto anterior  localiza 144 bugs distribuidos en el mismo 
fichero. Para la línea 100 tenemos 4 bugs: 
<?xml version='1.0' encoding='ISO-8859-1'?> 
<violation beginline="100" endline="100"  




Avoid excessively long variable names like 
DEFAULT_NB_MULTIPROJECT_END_VOID_NODES 
declare variable $FBdocs := collection("usr/qiz/qizxopen-
4.1/FindBugs/openProj/Fi*.xml"); 
for $a in $FBdocs//BugCollection/BugInstance 
where $a/SourceLine/@sourcefile="MutableNodeHierarchy.java" 
order by $a/@priority 








<violation beginline="100" endline="100" rule="SuspiciousConstantFieldName" 




The field name indicates a constant but its modifiers do not 
</violation> 
 
<violation beginline="100" endline="100" rule="VariableNamingConventions" 




Variables should start with a lowercase character 
</violation> 
 
<violation beginline="100" endline="100" rule="VariableNamingConventions" 




Variables that are not final should not contain underscores (except for 
underscores in standard prefix/suffix). 
</violation> 
Los  bugs  de  PMD  quedan  localizados  por  la  línea  de  código,  clase,  fichero  y  paquete  a  la  que 
pertenece. Quedan clasificados por  la regla VariableNamingConventions y ruleset    Naming 
Rules. Se añaden además una breve descripción del bug y un enlace externo http dentro de  la 
página oficial de PMD con toda la información disponible y actualizada.     
La descripción que nos da PMD de cada Bug puede verse desde Window -> Preferences – PMD.  
PMD nos  indica que estos bugs están en  la  línea 100 cuando en  realidad están dentro de  la clase, 
pero no específicamente en  la  línea 100. Desde Eclipse podemos ver señalados  los bugs en  la  línea 
que corresponde. 





  Categoría Tipo RuleSet Rule 
Prioridad 1  MALICIOUS_CODE MS_SHOULD_BE_FINAL Naming Rules VariableNamingConventions
Prioridad 1      Naming Rules VariableNamingConventions
Prioridad 3      Naming Rules SuspiciousConstantFileName














En  conclusión  las dos herramientas están bien documentadas,  son  fáciles de  instalar,  configurar y 
actualizar.  La  interpretación  de  resultados  resulta  más  sencilla  en  PMD  que  en  FindBugs  por  las 
facilidades que da la herramienta para localizar los bugs desde distintas perspectivas (ficheros XML, 
desde  Eclipse,  desde  estadísticas  de  resultados).  En  los  ficheros  XML  de  PMD  se  incluyen 




los  atribugos  cpu_seconds  y  clock_seconds.  Para  poder  ver  los  tiempos  de  ejecución  de  PMD 
utilizamos el comando time de Linux descontando los tiempos de apertura y cierre de Eclipse. 
FindBugs sobre OpenProj: cpu_seconds=308.36 total_size=64158 
<FindBugsSummary timestamp="Tue, 16 Nov 2010 23:45:52 +0100" 
total_classes="1368" referenced_classes="2439" total_bugs="0" 
total_size="64158" num_packages="112" vm_version="17.0-b16" 







vemos  obligados  a  cambiar  los  parámetros  de  memoria  dentro  de  Eclipse.ini  para  conseguir 
ejecutarlo sin problemas. 
5.5. Extensibilidad de FindBugs y PMD. 













El proceso para añadir una nueva  regla utilizando un  fichero  .XML. El analizador no da más ayuda 
para la construcción de nuevas reglas. 
5.5.2. Extensibilidad de PMD. 
PMD  trae  un  editor  Rule  Designer  de  reglas  que  facilita  añadir  nuevas  reglas  para  las  distintas 
versiones de JDK (JDK 1.3, 1.4, 1.5, 1.6, 1.7, JSP). Para utilizarlo solo tenemos que ir al Menú Window -
> Preferences  y  pinchar  en  el  botón Rule Designer.El  editor  permite  editar, modificar,  copiar  y 
añadir nuevas reglas en XPath o en java.  
El proceso de crear una  regla  se  resume en escribir un  trozo de código que  incumple dicha  regla, 

























Bugs  detectados  sin  contar  líneas 
repetidas en argoUML 
614(2) 2946(4)
Bugs  detectados  sin  contar  líneas 
repetidas en openProj 
920(3) 7109(5)






























  OpenProj argoUML OpenProj  argoUML
Bugs Prioridad 1  145 50 Bugs Prioridad 1 406  78
Bugs Prioridad 2  612 336 Bugs Prioridad 2 380  23
  Bugs Prioridad 3 15211  5983
  Bugs Prioridad 4 321  163
  Bugs Prioridad 5 2023  917







































RuleSet Java Logging Rules 290  7
RuleSet JavaBean Rules 1126  300
RuleSet Migration Rules 115  40
RuleSet Naming Rules 2222  941
RuleSet Optimization Rules 4586  1881
RuleSet Security Code Guidelines 50  3
RuleSet Strict Exception Rules 19  24
RuleSet String and StringBuffer Rules  113  48
RuleSet Type Resolution Rules 919  185
RuleSet Unused Code Rules 215  69
Totales(*)  18341  7164
(*)  En  estas  estadísticas  se  contabilizan 
los duplicados en  la misma  línea. Para  la 















































un    editor  propio  que  permite  copiar,  modificar,  añadir  y  eliminar  reglas  de  una  forma 
intuitiva y  sencilla. No pasa  lo mismo  con FindBugs que dificulta esta  tarea por  tener que 
programar desde cero cada regla que se desee añadir a un proyecto. 
 La documentación de bugs que permite interpretar los resultados aparece más documentada 
en  PMD  que  en  FindBugs.  PMD  incorpora  además  una  funcionalidad  para  generar 
estadísticas resumen. 
 En los resultados de los dos analizadores, PMD localiza muchos más bugs que FindBugs en los 















Algunos de  los  trabajos  futuros que pueden  ser de  interés para  la  comunidad para mejorar estas 
herramientas serían:  




 Añadir  tiempo  de  ejecución  en  los  ficheros  XML  de  PMD.  Los  tiempos  de  ejecución  y 
consumo de  recursos ayudan a  resolver problemas de eficiencia cuando  los proyectos  son 
muy grandes. 






























































































Novática,  creada  en  1975  y  de  periodicidad  bimestral,  es  la  decana  de  las  revistas 
informáticas  españolas  y  está  incluida  en  numerosos  catálogos  e  índices,  nacionales  e 
internacionales, de publicaciones técnicas y científicas.  




El  contenido de  la Revista NEX está dirigido  a empresas dedicadas  a  las  tecnologías de  la 
información y/o aquellas que apoyan sus negocios en la tecnología. También está orientado 
a personas con un particular interés en seguridad y administración de redes o programación, 
administradores de  sistemas,  encargados de  seguridad  informática,  empresas de diseño  y 
hosting de páginas web. Para aquellos estudiantes universitarios de las carreras de sistemas y 
para quienes estén buscando  las Certificaciones  Internacionales de  IT  les  será  también de 
gran utilidad. 
 
