Despite the convenience brought by the advances in web and Internet technology, users are increasingly being exposed to the danger of various types of cyber attacks. In particular, recent studies have shown that today's cyber attacks usually occur on the web via malware distribution and the stealing of personal information. A drive-by download is a kind of web-based attack for malware distribution. Researchers have proposed various methods for detecting a drive-by download attack effectively. However, existing methods have limitations against recent evasion techniques, including JavaScript obfuscation, hiding, and dynamic code evaluation. In this paper, we propose an emulation-based malicious webpage detection method. Based on our study on the limitations of the existing methods and the state-of-the-art evasion techniques, we will introduce four features that can detect malware distribution networks and we applied them to the proposed method. Our performance evaluation using a URL scan engine provided by VirusTotal shows that the proposed method detects malicious webpages more precisely than existing solutions.
Introduction
Today's cyber attacks have evolved from direct attacks on physical systems to a more sophisticated form of Internet-based ones, which implies that any web service or user can be a target of attackers. Specifically, attackers compromise a legitimate website to spread a malicious code to website visitors, and this type of attack is so called a drive-by download attack [1] [2] [3] [4] . Recent studies [5] [6] [7] [8] have shown that a drive-by download is the most prevalent type of attack amongst all Internet-based threats.
To accomplish a drive-by download attack, attackers try to redirect visitors of compromised websites to a malware distribution page. Thereby, a victim automatically visits the chain of webpages, which is known as a Malware Distribution Network (MDN). This attack would bypass existing detection methods by using JavaScript obfuscation and a hiding technique as well as exploiting the zero-day vulnerabilities of software. This attack can lead web users to serious threats, such as personal information leakage, while an infected PC can be utilized for a large-scale cyber attack, such as Distributed Denial-of-Service (DDoS).
Identifying a distribution site and blocking them in advance is one of the best ways to prevent a driveby download attack. The other way to prevent this is removing the vulnerability of the website and protecting it from being compromised. First, to effectively detect a MDN, various methods have been proposed, and they can be classified into two categories. One is based on static analysis [9] [10] [11] , such as pattern matching and metadata analysis; the other is the dynamic analysis method [12] [13] [14] , which includes script emulation and virtual machine-based validation. However, existing works have limitations when it comes to recent sophisticated evasion methods, such as obfuscating, hiding, and circumventing the virtual machine environment. Second, to detect the vulnerability of the website, various tools have been proposed [15, 16] . These tools are for analyzing the vulnerability of an application (or plug-in), such as PDF and FLASH, which are included in the website. However, the focus of our study is to more effectively identify a MDN that has already been created by attacker.
Therefore, in this study we used the approach to analyze the features of the malicious website.
In this paper, we present an effective method for detecting recent advanced drive-by download attacks. The proposed method does not simply match the pattern of the contents, but analyzes the behavior of malware distribution. To analyze the connection of webpages used for malware distribution, it extracts the structure of the MDN using script emulation. We present four features of the MDN to detect a malicious connection of webpages. We generated these features from the analysis result of a collected dataset of a MDN and utilized features used in existing works.
We evaluated the detection performance of the proposed method by comparing it with VirusTotal
[17], a URL scanning engine. The evaluation result shows that our method outperforms the existing detection method in terms of detection rate.
Related Work

Drive-by Download Attack
In a drive-by download attack, attackers compromise legitimate websites with web attack methods, such as SQL injection, and make them landing pages of the MDN. They manipulate the websites to covertly redirect visitors to MDNs by adding related JavaScript or HTML tags. To maintain the stealth of the attack, attackers use a hidden frame (or iframe) and compromised advertisement banner or 3rd party widget [1] . Note that a set of connected webpages used in a drive-by download attack is a MDN, which generally consists of a landing page, a set of hopping pages, and a distribution page. In the attack, once the victim visits a compromised website (landing page), he or she is automatically redirected to a malware distribution page via some hopping pages.
Detection Methods and Limitations
Various detection methods against drive-by download attacks have been proposed and they are classified into two categories: static analysis and dynamic analysis. First, static analysis utilizes information on the source codes of webpages or the metadata of websites. Specifically, the pattern matching method [9, 13, 14] based on JavaScript functions or character strings, which are widely used for distributing malicious codes, have been proposed. In addition, the metadata of websites or the server, such as the URL of webpages, an IP address, and location of the hosting server, is statistically analyzed for detecting malware distribution [10] [11] [12] .
Second, dynamic analysis methods basically utilize the virtual machine environment or web browser emulation. In virtual machine based methods [12, 13] , they visit websites with the vulnerable system setting (e.g., using an unpatched version of Internet Explorer and Windows OS) and check whether any malicious changes have occurred in the system. On the other hand, the emulation-based dynamic analysis method emulates the web browser engine to analyze the behavior of website that a user has visited [14] . Table 1 shows the summary of existing detection methods and their characteristics. It is important to note that existing methods have limitations against evasion techniques, such as JavaScript obfuscation, and making different HTTP responses depending on the requesting environment. JavaScript obfuscation can be achieved by using the escape function, eval() function, customized encoding, 8-bit ASCII encoding, Base64 encoding, or XOR encoding [18] .
Moreover, malicious or compromised websites send visitors different contents based on the HTTP request message. Fig. 1 shows a real world example where a website only responds with a malicious link if the visitor is using Internet Explorer 8.
ELPA: Emulation-Based Linked Page Map Analysis
Challenges for Detecting a Malware Distribution Network
There are three key challenges to precisely detecting and analyzing drive-by download attacks. First, an analysis method should be able to analyze JavaScript that uses an obfuscation technique to find various forms of hidden links connected to a hopping page, thereby extracting the entire structure of
MDNs. Second, the method should support and analyze using a multiple connection environment to deal with the evasion method, which makes spurious HTTP responses. Lastly, the performance of the detection method should not be affected by an attacker's evasion methods.
We resolved the first and second challenges by using web browser emulation [19] , which originates from an open-source JavaScript emulator called SpiderMonkey [20] . The emulator is able to fully trace a chain of links, which constructs a MDN by completely emulating various types of syntax in HTML and JavaScript related to automatic redirection. Also, it supports numerous versions of browsing environments to incapacitate the evasion technique (Refer to [19] for a detailed description of the emulator we used).
In this paper, we focus on the third challenge. We introduce the concept of a Linked Page Map (LPM), which illustrates the automatic redirection in the MDN. We propose an Emulation-based Linked Page Map Analysis (ELPA), which analyzes LPM with a set of features and decides on its maliciousness.
3.2 Emulation-Based LPM Analysis (ELPA)
Linked Page Map
We define a Linked Page Map (LPM) as a chain of webpages potentially regarded as a MDN. A LPM is represented with a directed graph, as shown in Fig. 2 . A LPM consists of nodes and directed links.
Each node indicates a webpage and a directed link exists between two pages if an automatic redirection can occur. There can be multiple paths via different landing and hopping pages to the same exploit page.
Each node is represented as a tuple with 6 attributes as follows:
where i,j ∈N
• Nodename: URL currently being analyzed 
Proposed features
Before we introduce the LPM features that ELPA uses for detecting MDNs, we will summarize the MDN features presented by previous works in Table 2 . We classified the existing features into four categories: DOM information, statistical information, behavioral information, metadata, and malicious information. The three columns (contents, information, etc.) on the right of the table indicate which element of the webpage has to be analyzed for extracting each feature. For example, analyzing 'contents' means that a detection method analyzes the source code of the webpage, such as the JavaScript function and the strings used for constructing the webpage. Moreover, to extract metadata, including the AS number of hosting server and connection speed, needs to analyze the "information" of the webpage needs to be analyzed. Also, malicious information would be related to previously analyzed results and other history.
We statistically analyzed 7,390 LPMs (3,437 MDNs and 3,953 non-MDNs) that were previously collected and selected existing features that are less affected by attackers and are closely related to an indication of malware distribution. Also, we defined four new features, which will be described in detail in the next subsection. Table 3 shows the LPM features used by ELPA. 
Feature 1. The number of nodes in a LPM:
The first feature is the number of nodes in a LPM. The attacker makes the MDN by hacking a regular website. Therefore, the MDN has more nodes than a non-MDN. Fig. 3 shows the comparison of the number of nodes in the LPM of the MDN and non-MDN. As illustrated in the figure, in the case of the non-MDN, most of LPMs have single or double nodes compared to the LPM of the MDN, which has multiple nodes. Thus, this number can be used as a feature of LPM. This feature can be represented as Eq. (2): 
Feature 2. Number of domains in a LPM:
As previously mentioned, a MDN usually consists of various types of webpages and websites. In addition, the sites that spread the malicious code have a different domain that has been in operation. Because it is created by the attacker. Fig. 4 illustrates the number of different domains used in the MDNs and non-MDN. We can see that the MDN contains multiple domains; whereas, most of the non-MDNs consist of single or two domains. Based on this result, we set the number of domains used in LPM as a feature. Feature 2 can be represented as Eq. (3): 
Feature 3. Characteristics of a web link in a MDN:
In a drive-by download attack, a victim is redirected through a path consisting of a landing site, multiple hopping sites, and an exploiting site. As illustrated in Fig. 5 , some hopping sites are shared by multiple MDNs. One may think that the number of hopping sites and the linking method between the sites can be a feature that represents the MDN. However, since the number of sites and linking method can vary depending on the attackers who construct MDNs, they are not an appropriate feature.
Fig. 5. Characteristic of Linked Page Map (LPM) link.
On the other hand, in our dataset, we found that the file extension of most exploiting pages is HTML, rather than an image and JavaScript extensions, as illustrated in Fig. 6 . Related to this, we found in our analysis results that the obfuscated website for malware distribution does not contain parameters. Moreover, the source codes of distribution webpages are mostly obfuscated. Thus, we can characterize a malware distribution page with the existence of parameter in a URL and whether the page is encrypted. Eq. (4) represents Feature 3. We will introduce the feature that represents encryption as Feature 4. make it difficult to analyze. These techniques utilize the built-in functions in JavaScript, such as unescape(), replace(), parseInt(), split(), charCodeAt(), fromCharCode(), write(), eval(), and sub-string(). However, these functions can be used in benign scripts to protect their source codes. In a normal webpage or JavaScript, only a portion of the contents is obfuscated. In contrast, attackers usually obfuscate the entire contents of the source code to conceal the exploit code. To characterize this, we chose three features of a webpage source code that include the length of the longest line (X), the ratio of white space in the longest line (Z), and the number of lines in the webpage source code (Y). Feature 4 is represented as Eq. (5). In the equation, ML indicates the length of the longest line in the source code, SZ means the number bytes allocated, SSZ means the number of bytes allocated for a white-spaced character, and LCT indicates the number of lines in the source code.
In contrast to the existing features, the proposed four features do not only rely on the contents of the webpage, but on the behavior and structure of the malware distribution process. Thus, the proposed features are more robust against changes in attack methods and strategies. In the following subsection, we introduce the detection algorithm of ELPA, which utilizes the proposed features.
Algorithm for ELPA
The MDN detection algorithm for ELPA is presented in Table 4 . It checks whether the LPM satisfies all four features described in Section 3.2 and decides on its maliciousness. In Step 1, the algorithm initializes the LPM structure and the number of nodes and domains are counted in Step 2 (Features 1 and 2). In Step 3, it examines if the webpage is obfuscated and whether any parameter values exist in the URL.
Step 4 finalizes the maliciousness of the LPM based on the analysis result of the previous steps. 
Evaluation
Evaluation Environment
We evaluated the performance of ELPA by comparing it with the URL scanning engine of VirusTotal [17] . Fig. 7 illustrates the evaluation environment. During the two-week evaluation period, the test bed periodically downloaded 508 live websites and ELPA fetched a LPM from the websites using the web browsing emulator [19] and analyzed it. Then, ELPA decided whether the LPM was a MDN by examining it with the features described in Section 3. In addition, we used an open API provided by VirusTotal to submit the URL information to its URL scanning engine and identified the maliciousness of the webpage. 
Website URL Dataset
We selected 508 live websites that have been compromised at least once by an attacker for a drive-by download attack within a year and used them as the seed for our dataset. Since the status of the websites can be changed during the year, we examined the websites using a two-phase evaluation. In the first phase, we input the URLs of websites into VirusTotal and saw the decision of detection engines. If all of the engines made a decision that a website is a clean site, we categorized it as a benign site. Otherwise, we manually examined its maliciousness. Table 5 summarizes how we categorized the websites in our seed dataset. 
Evaluation Results
During the two-week evaluation, the ELPA periodically visited and checked all 508 websites 42 times. At the beginning of the evaluation, we found that three websites were still compromised and used as a landing site of a MDN. Fig. 8 illustrates the number of MDNs detected during the evaluation period. In the entire period, ELPA found 346 MDNs and some webpages were detected in consecutive rounds (represented as dotted circles in the figure). This is due to the fact that if a compromised website has not been fixed within two rounds, ELPA can detect an MDN rooted from the website in both rounds.
Fig. 8. Number of detected Malware Distribution Network (MDN).
Out of the 346 MDNs in total, there were 17 unique MDNs and malicious (or compromised) webpages that constructed those MDNs. We gave the URLs of the webpages to VirusTotal. Table 6 shows our comparison results of malicious webpage detection. As shown in the table, 75% of malicious webpages detected by ELPA can be detected using existing solutions supported by VirusTotal at most. This means ELPA is a more robust method that advances evasion methods more than all of the other existing solutions listed in the table. 
Conclusion
Even though numerous methods have been proposed to detect drive-by download attacks, existing methods have limitations when it comes to analyzing various types of JavaScript obfuscation, hiding, and evasion techniques. In this paper, we have proposed the ELPA method, which detects and analyzes MDNs with a feature-based analysis of web links. ELPA first extracts the LPM from the web link structure, then determines its maliciousness based on the proposed features. Our performance evaluation shows that the detection performance of ELPA outperforms existing solutions provided by VirusTotal.
In our future work, we will improve ELPA to precisely extract LPMs from a chain of webpages that use more advanced evasion techniques. Moreover, we plan to resolve some limitations of the current ELPA method, such as detecting the case where a landing page is the only node in a MDN.
