Abstract SOS1 constraints require that at most one of a given set of variables is nonzero. In this article, we investigate a branch-and-cut algorithm to solve linear programs with SOS1 constraints. We focus on the case in which the SOS1 constraints overlap. The corresponding conflict graph can algorithmically be exploited, for instance, for improved branching rules, preprocessing, primal heuristics, and cutting planes. In an extensive computational study, we evaluate the components of our implementation on instances for three different applications. We also demonstrate the effectiveness of this approach by comparing it to the solution of a mixed-integer programming formulation, if the variables appearing in SOS1 constraints are bounded.
Introduction
This article deals with optimization problems of the following form:
where A ∈ R m×n , b ∈ R m , c ∈ R n , and u ∈ (R ∪ {∞}) n . Moreover, E ⊆ V 2 with V := {1, . . . , n}. This yields the so-called conflict graph G = (V, E). We assume G to be simple and we identify variables by their nodes in G.
The conditions x i · x j = 0, {i, j} ∈ E, are called complementarity constraints and the above problem consequently Linear Program with Complementarity Constraints (LPCC). Complementarity constraints form a special case of Special Ordered Set of type 1 (SOS1) constraints, which are defined by cliques in G. Thus, for a set of variables S ⊆ V forming a clique, i.e., {i, j} ∈ E for every i, j ∈ S with i = j, at most one variable is allowed to be nonzero.
LPCCs are a common class of NP-hard (see, e.g., Chung [15] ) mathematical optimization problems. The classical paper of Beale and Tomlin [7] of the early 1970s showed how to treat SOS1 constraints via branching. Most mixed-integer programming (MIP) solvers allow to handle SOS1 constraints in this way. LPCCs have many applications. These include communication systems (see, e.g., Gupta and Kumar [25] ), logistics (see, e.g., Cao [14] ), finance (see, e.g., Lin [38] ), and scheduling (see, e.g., Baker and Coffman [5] , Dowsland [16] ).
In some of the applications of (LPCC), the conflict graph G consists of disjoint cliques, i.e., every variable i ∈ V is contained in at most one SOS1 constraint. One example are KKT conditions of linear optimization problems with a quadratic objective, see, e.g., Hu et al. [29, 30] . In other applications, however, the conflict graph G contains intersecting cliques, i.e., some of the SOS1 constraints overlap. In this article, we concentrate on this latter case. Our goal is to exploit the structure of the conflict graph G in order to derive and implement an efficient branch-and-cut solution approach.
As one main component we discuss new branching rules (Section 2). One way is to branch on the neighborhood of a single variable i, i.e., in one branch x i is fixed to 0 and in the other its neighbors. This imitates standard 0/1-branching on a binary variable and can result in an unbalanced branch-and-bound tree. In contrast, the classical SOS1 branching strategy proposed by Beale and Tomlin ensures a certain balance between the branching nodes. We further develop this approach for the case of overlapping SOS1 constraints by considering complete bipartite subgraphs. We also investigate ways to strengthen the resulting subproblems by adding complementarity constraints. Finally, we consider different selection rules of different branching possibilities.
In order to obtain an efficient solution method for (LPCC), we then present several additional solver components. This includes presolving techniques (Section 3), primal heuristics (Section 4), and cutting planes (Section 5). In each case, we take ideas from the literature and adapt and extend them to the LPCC case.
We will demonstrate computationally in Section 6.2 that this yields an efficient branch-and-cut solver, which we implemented using SCIP [2, 43] . We first introduce three applications of "overlapping" LPCCs and then examine the effectiveness of our solver for these applications.
It is important to note that if the variable bounds u are finite, (LPCC) can be reformulated as an MIP with the help of auxiliary binary variables, see Section 1.2. SOS1 constraints are then turned into set packing constraints and the wealth of solution techniques for MIPs can be used. Thus, ideas for MIPs with set packing constraints can be carried over to (LPCC) and conversely. Note, however, that the resulting MIP contains up to twice as many variables as (LPCC) and its effectiveness will depend on the size of the variable bounds and the instance. We demonstrate by computational experiments that for the three applications considered in this article, our branch-andcut solver outperforms CPLEX 12.6.
Literature Overview
Beale and Tomlin [7] were the first to explicitly introduce SOS1 constraints and SOS1 branching, which allows to handle SOS1 constraints in a branch-and-bound search; this was first implemented in the programming system UMPIRE (see Forrest et al. [22] ). Much later, de Farias et al. [17] [18] [19] analyzed the polyhedral properties of "nonoverlapping" LPCCs and extended the approach of Beale and Tomlin to a branch-and-cut scheme with promising computational results. Their cutting planes are derived by a sequential lifting procedure of cover inequalities.
A further class of cutting planes are disjunctive cuts, which can be directly generated from the simplex tableau. Disjunctive cuts for SOS1 constraints have been investigated in the literature since the 1970s (see Owen [40] ). In recent years, their effectiveness was confirmed by computational results: Audet et al. [4] incorporated disjunctive cuts in a branch-and-cut algorithm for bilevel problems. In addition, Júdice et al. [37] tested them on several problem classes such as bilevel or bilinear problems, which were reformulated as LPCCs using KKT-conditions. Moreover, complementarity conditions arising from KKT conditions for linear problems with quadratic objective are the subject of Hu et al. [29, 30] , who proposed a Benders type approach for solving the resulting LPCC. In their algorithm, they iteratively generate cutting planes, so-called point and ray cuts, which express feasibility and objective bound requirements in a combinatorial way.
LPCCs also form a special case of mathematical programs with equilibrium constraints (MPECs), which are often investigated in the context of Nash equilibria. There are many articles investigating solution approaches for finding local optima of MPECs and corresponding constraint qualifications; in the context of (LPCC) these methods provide primal heuristics. As one example, we mention the article of Hoheisel et al. [28] and the references therein.
The feasibility problems corresponding to LPCCs are also strongly related to the linear complementarity problem (LCP), see Murty [39] for an extensive study. Here, for a given square matrix M ∈ R n×n and a vector q ∈ R n , the goal is to find some vector x ∈ R n + satisfying the orthogonality constraint x ⊥ (q + M x) and q + M x ≥ 0. Introducing an auxiliary vector w = q + Mx, these orthogonality constraints can be enforced via complementarity constraints x i · w i = 0, i ∈ V .
All of the references mentioned so far focus on nonoverlapping SOS1 constraints. For the first time, probably Benichou et al. [8] explicitly mentioned the appearance of overlapping SOS1 constraints. Later, Hummeltenberg [31] investigated a reformulation of the "overlapping" problem description with auxiliary binary variables, such that all the resulting SOS1 constraints are disjoint under certain conditions.
To the best of our knowledge, the direct treatment of overlapping SOS1 constraints has been widely unexplored so far.
Mixed-Integer Programming Reformulation
In this section, we discuss the relation of (LPCC) to its reformulation as a mixedinteger program.
Before we start, we observe that the requirement of nonnegativity of the variables in (LPCC) is not restrictive: Free variables x i can be split into two nonnegative variables x 
Note that if the bounds are infinite, complementarity constraints are not MIP-representable in sense of Jersolow [36] . Using the (MIPPC) reformulation has several advantages and disadvantages: On the positive side, standard MIP-solving techniques can be used to solve (MIPPC). Moreover, the LP-relaxation of (MIPPC) contains a representation of the complementarity constraints via the packing constraints y i + y j ≤ 1; this is different for the LP-relaxation of (LPCC), which is obtained by neglecting the complementarity constraints. On the other hand, (MIPPC) contains up to twice the number of variables. Moreover, there exist feasible points (x, y) of the LP-relaxation of (MIPPC) such that x is feasible for (LPCC), but y is not integral. Furthermore, if the bounds u are large, the resulting LP-relaxation turns out to be weak (the typical "big-M" behavior). Thus, this might lead to an increased number of branch-and-bound nodes. We will return to the comparison of (MIPPC) and (LPCC) in the computational results in Section 6.2.
In order to strengthen the weak LP-relaxation of (LPCC), consider an SOS1 constraint on variables S ⊆ V , denoted by SOS1(S). Thus, we have x i · x j = 0 for every i, j ∈ S, i = j. If u j < ∞ for all j ∈ S, we can add a bound inequality of the form
This inequality arises from the projection of the clique inequality ∑ j∈S y j ≤ 1 for (MIPPC) to the x-variables. The benefit of clique inequalities in comparison to bound inequalities is that they have 0/1 coefficients. However, as a result of the before mentioned aspects, handling (LPCC) can compensate this circumstance in many cases. Moreover, unlike clique inequalities, a bound inequality may be further strengthened if every variable x j , for j ∈ S, is restricted by a variable bound constraint x j ≤ u j z i , where z i is some variable of (LPCC) with 0 ≤ z i ≤ 1. The resulting strengthened bound inequality is
Such variable bound constraints often occur if a certain event is time-limited. One example -routing in multi-hop wireless networks -will be explained in detail in Section 6.1.1, compare Inequality (6.3).
We will use the following notation:
. By x M we denote the subvector of x restricted to entries in a set M ⊆ V .
Branching Approaches
In this section, we discuss branching rules in a branch-and-bound approach for solving (LPCC). That is, we define ways how to subdivide a given subproblem into two further subproblems Π 1 and Π 2 . We say a branching rule is correct if the feasible area of the corresponding subproblem is covered by the feasible areas of Π 1 and Π 2 . Ideally Π 1 and Π 2 should be disjoint or, at least, tend to disjointness.
All presented branching rules are based on selecting two sets C 1 , C 2 ⊆ V and to add domain fixings x j = 0 for every j ∈ C 1 on the left branch and x j = 0 for every j ∈ C 2 on the right one. Using the sets C 1 and C 2 defines a branching rule that splits some of the original SOS1 constraints into two smaller ones. Note that this branching rule is correct if {i, j} ∈ E for every (i, j) ∈ C 1 ×C 2 . Moreover, the feasible areas of the left and the right branching node are not necessarily disjoint, since 0 is feasible for both if it is feasible for Ax = b. In fact, there might exist points with x C 1 = 0 and x C 2 = 0, which are thus feasible for both nodes.
In the following, we present three branching rules based on this idea and two further branching variations dealing especially with the disjointness aspect. Throughout this section, we let x * be the current LP solution and we consider G as the local conflict graph which is induced by the variables not fixed to 0. Furthermore, we require that propagation has already been performed, i.e., if it is known that some variable x i has to be nonzero for the current branching node, then we assume that all the variables x j , j ∈ Γ (i), are locally fixed to zero (and removed from G).
SOS1 Branching
We start with reviewing the SOS1 branching approach of Beale and Tomlin [7] , which is predominantly used for solving optimization problems with SOS1 constraints.
Let SOS1({1, . . . , s}) be an SOS1 constraint that is violated by the current LP solution x * . For SOS1 branching, a problem specific ordering of the variables is used. This ordering arises from predefined weights w ∈ R s and we assume that the variables x 1 , . . . , x s are increasingly sorted according to w 1 < w 2 < · · · < w s . If no weights are specified beforehand, one usually takes w j = j, j ∈ {1, . . . , s}.
The task is now to split the set {1, . . . , s} into two disjoint parts C 1 = {1, . . . , r} and C 2 = {r + 1, . . . , s} for some index r with 1 ≤ r ≤ s − 1. To achieve a suitable balance, this is done by choosing r such that w r ≤w < w r+1 for the average weight
Note that the denominator is nonzero by assumption.
Neighborhood Branching
A further branching rule arises from the neighborhood of some variable i ∈ V with x * i > 0 such that at least one complementarity constraint {i, j} ∈ E is violated. In this case, we simply use C 1 = {i} and C 2 = Γ (i). Note that x * C 2 = 0. This branching rule may result in an unbalanced branching tree, since on the left branch we fix only one variable to zero and may fix multiple variables in the right branch. Nevertheless, our computational results in Section 6.2 show that this rule is effective for some problem instances.
Observe that neighborhood branching corresponds to standard 0/1-branching on the binary variables of (MIPPC): Using the big-M and packing constraints, branching on variable y i , i ∈ V , results in x i = 0 in one branch and x j = 0, j ∈ Γ (i), in the other; i.e., the same outcome as with neighborhood branching.
Bipartite Branching
The branching rule we describe in the following is especially designed to obtain a more balanced search tree for LPCCs with overlapping SOS1 constraints. We branch using complete bipartite subgraphs of G associated to some node partition C 1∪ C 2 , i.e., we have {i, j} ∈ E for every (i, j) ∈ C 1 × C 2 . It follows that this branching rule established by C 1 and C 2 is correct. Note that SOS1 and neighborhood branching represent special forms of bipartite branching, since the sets C 1 and C 2 define the parts of a complete bipartite subgraph of G in these cases.
Clearly, C 1 and C 2 should be as large as possible and of about equal size in order to obtain an effective and balanced branching rule. Note that finding a maximum balanced complete bipartite subgraph is NP-hard (see Garey and Johnson [23] ). In order to determine the sets C 1 and C 2 in practice, we proceed in the following way: Given some node i ∈ V , we select a nonempty subset M ⊆ Γ (i) and define the sets
An example is shown in Figure 2 .1. Here, the choice i = 1 and M = {2, 3} leads to C 1 = {1, 5, 6} and C 2 = {2, 3, 4}. Note that the presence of the gray edge {3, 4} has no relevance, since we are only interested in complete bipartite subgraphs, which are not necessarily induced. The sets C 1 and C 2 have the following properties:
, and (iii) the bipartite graph B with node partition C 1∪ C 2 is a maximal complete bipartite subgraph of G.
Proof Statement (i) follows from i ∈ C 1 and / 0 = M ⊆ C 2 . For the proof of (ii), we observe that C 1 ⊆ Γ ( j) for every j ∈ C 2 by definition of C 2 . This implies
Finally, we show (iii): As seen above C 1 ⊆ Γ ( j) for every j ∈ C 2 . Analogously one can see that C 2 ⊆ Γ ( j) for every j ∈ C 1 . Since, by assumption, there are no selfloops in G, we also know that C 1 ∩C 2 = / 0. Therefore, the graph B with node partition C 1∪ C 2 is a complete bipartite subgraph in G. By the presentation of C 1 in (ii) and the definition of C 2 , it is easy to see that this subgraph is maximal.
We observe that the larger C 1 is, the smaller C 2 becomes, and vice versa. This shows that the set M should be carefully selected. In practice, it will be hard to establish which choice of M results in a good balance between C 1 and C 2 . Nevertheless, in preliminary tests we have made good experience using
for some given i ∈ V if the resulting sets C 1 and C 2 satisfy
|{ j ∈ C 2 : x * j = 0}| > 1. It the above condition is not fulfilled, we use M = Γ (i). Note that this often yields neighborhood branching (C 1 = {i} and C 2 = Γ (i)). However, C 1 {i} is possible.
Further Branching Variations
As mentioned before, the branching rules above have the undesired property that their two branching nodes are not necessarily disjoint, since both of them contain feasible points with x C 1 = 0 ∧ x C 2 = 0. In the following, we present further branching variations dealing with this issue.
Nonzero Fixing
If neighborhood branching is used, i.e., C 1 = {i} and C 2 = Γ (i) for some i ∈ V , we can additionally fix the lower bound of x i to "nonzero" for the right branching node. In practice, this can be done by adding x i ≥ ε, where ε is the feasibility tolerance (e.g., ε = 10 −6 in SCIP). This excludes points x with x C 1 = 0 ∧ x C 2 = 0 from the right node. Of course, nonzero fixing has only a small effect on the solution and objective function. However, it sometimes may lead to an infeasible solution area such that nodes can be pruned from the branch-and-bound tree.
Adding Complementarity Constraints
In addition to variable domain fixings, it is sometimes also possible to add new complementarity constraints to the branching nodes. This results in a nonstatic conflict graph, which may change dynamically with every branching node.
Applying one of the above mentioned branching rules to the subgraph induced by the variables not fixed to 0, we get nonempty sets C 1 and C 2 , leading to variable domain fixings for the left and the right branching node, respectively. The following lemma shows how the conflict graph of the left branching node can be modified locally.
Then for every (i, j) ∈ B 1 × B 2 (with {i, j} / ∈ E), we can add the complementarity constraint x i · x j = 0 to the left branching node.
Proof The statement is obviously correct if B 1 = / 0 or B 2 = / 0. Thus, we assume that
, and letx be a feasible point for the left branch withx i = 0 andx j = 0; this is possible by (i). Due to (ii) and (iii), we getx C 2 = 0. Therefore,x is feasible for the right branching node as well. Thus, the constraint x i · x j = 0 can be added to the left branching node.
Algorithm 1:
Computing sets B 1 , B 2 for adding complementarity constraints
Remark 1 An analogous statement to Lemma 2 holds for the right branching node. However, note that adding constraints to both nodes needs special care, see [21] .
Remark 2 A natural question is whether Lemma 2 gives a complete characterization of all the complementarity constraints that may be added to the branching nodes if the sets C 1 and C 2 form the partition of a maximal complete bipartite subgraph of the current conflict graph. This is studied further in [21] .
The sets B 1 , B 2 can be computed as indicated in Algorithm 1.
Step 1 is not empty, then in Step 5 exists and has at least one neighbor in C 2 . Thus, the set
would be the output of the algorithm. In this case, we know that C 1∪ C 2 does not define a maximal partition of a complete bipartite subgraph, since an even larger one exits:
Otherwise, if B 2 = / 0, then the reverse conclusion shows that M 2 ⊇ N 2 = / 0 in Step 9, and by Lemma 1, the sets B 2 and M 2 define the partition of a maximal complete bipartite subgraph of the induced subgraph
Step 10, we see that B 1 in
Step 11 is nonempty due to ∈ B 1 and that M 1∪ B 1 defines the partition of a complete bipartite subgraph (only maximal w.r.t. B 1 ) of the induced subgraph G[C 2∪ R]. The assertion now follows by construction of B 1 and B 2 , since
Remark 3 Clearly, Algorithm 1 may be executed several times with different choices of the node in Step 5. If one executes it for every ∈ R, one may set B 1 = { } and stop already after Step 8.
For an illustration, we consider the graph in Figure 2 .2. Let the input of Algorithm 1 be C 1 = {1, 2} and C 2 = {3, 4, 5}. We obtain R = {6, 7, 8} in Step 1. Suppose we select = 7 in Step 5, which has the two neighbors 4 and 5 in C 2 . This yields Step 8, the sets M 1 and M 2 are {5} and {3, 4}, respectively. Finally, the algorithm returns B 1 = {7, 8} and B 2 = {6}. Subsequently, the complementarity constraints x 6 · x 7 = 0 and x 6 · x 8 = 0 may be added to the left branching node.
We use Algorithm 1 as a subroutine of our branching procedure. The computed sets B 1 and B 2 allow to add the complementarity constraint x i · x j = 0 for each (i, j) in B 1 × B 2 to the left branching node. Clearly, a bound inequality derived from a clique S with {i, j} ⊆ S can be added as well. Observe that B 1 ∩ B 2 = / 0 is possible if C 1 is not maximal. In this case, it follows that
Switching from one branching node to another may be very time consuming when a large number of local constraints is present. Therefore, we only add local constraints with sufficiently large violation of the current LP solution:
4 and a bound inequality if it is violated by more than 0.5. If no complementarity constraints were added to the left node, one may check whether it is possible to add complementarity constraints to the right one by repeating Algorithm 1 in an analogue manner. We do not add complementarity constraints to both nodes, since this only would be possible with limitations, as mentioned in Remark 1. Of course, the above operations should always be performed on the locally valid conflict graph.
Selection Rules
Branching is performed if the LP solution violates at least one complementarity constraint. Since after each branching step at least one variable is additionally fixed to 0, the branch-and-bound tree has a maximal depth of n and therefore at most 2 n nodes. This proves finite termination of the algorithm.
A selection rule defines on which system of variables or constraints to branch next. The general goal is to find a fast strategy that tends to result in a small number of total branching nodes. In the following, we present two different selection rules which we used in our implementation.
Most Infeasible Branching
Depending on the used branching rule, the most infeasible rule simply chooses the sets C 1 and C 2 with largest value
This value tries to capture the amount by which the current LP-relaxation solution would be changed by branching on C 1 and C 2 ; the hope is that this leads to a significant change of the current dual bound.
Strong branching
We also generalize the idea of strong branching (see, e.g., Achterberg et al. [3] ). Here, the LP-relaxation is partially solved for each branching decision among a candidate list. Then the decision with best progress is chosen. For our purposes, we decided to use the following strong branching settings. Let d be the depth of the current branching node. The maximal size of the candidate list is
Clearly, if κ = 1, no LP needs to be solved. The members of the candidate list are determined with the help of the measure in (2.1) preferring largest values. For each candidate, we tentatively branch by creating the two subproblems and perform a limited number of dual simplex iterations on each; in our implementation, we use a limit of 10,000 iterations. In this way, we can estimate the change ∆ 1 and ∆ 2 in the objective function w.r.t. the left and the right branching node, respectively. We also tested an adaptive iteration rule like implemented in SCIP. However, this did not improve the CPU time. We follow Achterberg [2] and select a branching decision with largest score value
where ε is some small positive number (we use the feasibility tolerance in our implementation).
Presolving
The purpose of presolving techniques is to simplify the formulation of a given optimization problem with the goal to speed up the solution process. This can lead both to reduced memory requirements and a tightened LP-relaxation. In the context of SOS1 constraints, the handling of cliques is of particular importance.
Let S be the initial set of cliques in G, such that each edge of G is contained in at least one of these cliques (S = E is possible). Since S may include non-maximal or duplicate cliques, we perform a clique extension procedure as follows: In descending order of their size, we check for each clique S ∈ S whether it is a subset of any of the already examined ones. If this is the case, the corresponding SOS1 constraint can be deleted from (LPCC). Otherwise, we perform k iterations of the Bron-Kerbosch Algorithm (see [13] ), which enumerates with each iteration one different maximal clique that contains S. The resulting SOS1 constraints can then be added to the problem description. Besides the memory aspect, a positive effect of clique extension is that it may improve the efficiency of SOS1 branching, and also a special class of disjunctive cuts that originate from cliques (see Section 5.1).
Preliminary tests indicated that k = 1 is an adequate choice for the instances we considered. For larger k, the large total number of SOS1 constraints compensates the positive effects of additional cliques. Moreover, the cliques the Bron-Kerbosch Algorithm computes mostly differ in only a few components.
Furthermore, standard presolving techniques are applied, see, e.g., [1, 42] . In particular, strengthening variable bounds improves bound inequalities.
Primal Heuristics
During the branch-and-bound process we make use of several primal heuristics that attempt to derive a good feasible solution from the current LP solution x * . Primal heuristics can considerably speed up the entire solution process by allowing for pruning of nodes in the enumeration tree. In the following, we present three diving heuristics, one simple variable fixing heuristic based on independent sets, and one improvement heuristic.
Diving Heuristics
Starting from the current LP solution, diving heuristics iteratively choose a branching decision and resolve the LP (see, e.g., Achterberg [1] , Bonami and Gonçalves [11] ). In other words, one examines a single root-to-leaf path of the branch-and-bound tree; sometimes limited backtracking is allowed as well.
In the context of (LPCC), we restrict attention to fixing variables to 0, without backtracking. We present three rules to select variables to be fixed, resulting in three different diving heuristics, which we call violation diving, objective shift diving, and fractional diving.
For a given i ∈ V with x * i = 0, let ν(i) = |supp(x * Γ (i) )| denote the number of variables that violate a complementarity constraint together with i for the current LP solution. In the following, we require that the upper bounds u are finite. In practice, this always can be ensured by using min{u i , K} as upper bounds, where K ∈ R is some very large value.
Violation diving Select a variable i with x * i = 0 and ν(i) ≥ 1 that minimizes
Note that ∑ j∈Γ (i) x * j = 0 by assumption. The second term of (4.1) describes the violation ratio, i.e., the ratio of the change of ∑ j∈V x * j due to fixing x i to zero and fixing all the neighboring variables of x i to zero. Additionally, we scale by the inverse of ν(i) in order to prefer variables that violate many complementarity constraints together with their neighbors.
Objective shift diving Let ε > 0. Select a variable i with x * i = 0 and ν(i) ≥ 1 that minimizes
Here we again scale by the inverse of ν(i).
Fractional diving For this selection rule, we use the ratio x * i /u i for each variable i; this amounts to the values of the y-variables of (MIPPC) in an LP solution. We also allow that x i has a variable upper bound u i z i for some variable z i with z i ≥ 0. Thus, the resulting weights are either
We then choose some variable i with ν(i) ≥ 1 that has maximum weight (4.3), and fix all neighboring variables x j , j ∈ Γ (i), to zero. The idea is that a large weight (tending to be one) often indicates that the neighboring variables will be zero in a feasible solution. In contrast, our experience has shown that a small weight (4.3) usually does not provide an appropriate indication for fixing variable x i itself to zero and not its neighbors. This can be explained by the fact that the upper bounds u i , i ∈ V , are often quite large.
After the selection of the variable(s), we fix it (them) to zero, resolve the LP, and iterate further until the LP gets infeasible or we obtain a solution that is feasible for the original problem.
Maximum Weighted Independent Set Fixing
The next heuristic is based on independent sets in G, i.e., subsets of the nodes V for which no two nodes are adjacent. For an independent set I ⊆ V , consider the following linear program
In fact, every feasible solution of (4.4) is a feasible solution of (LPCC). Thus, using the LP solution x * of (LPCC), the goal is to find some independent set I for which ξ (I)
gives an improvement of the current primal bound. To find I, we solve the maximum weighted independent set (MWIS) problem
The weights ω i ∈ R, i ∈ V , can be chosen by all three options (4.1)-(4.3). We use the weights in (4.3), since this produced the best results. The computation of the optimal solution of (4.5) is NP-hard in general. It is thus advisable to use a heuristic. In our implementation we apply the branch-and-bound algorithm tclique that is a subroutine of SCIP (see also Borndörfer and Kormos [12] ). Limiting the number of branching nodes turns it into a heuristic. Then ξ (I) is solved for the resulting independent set I. This possibly leads to a good feasible solution of (LPCC).
Local Search
In order to improve feasible solutions, we use the following local search procedure. Let I 0 be some initial independent set we get, for instance, by solving (4.5) or a diving-based heuristic. In case I 0 is not maximal, we greedily extend it to a maximal independent set. Starting from I 0 , we then move iteratively from one maximal independent set I k to another I k+1 . For the selection of I k+1 , we scan a set of promising candidates C(I k ). If possible, we choose one that leads to the best improvement w.r.t. the problem ξ (I k+1 ) defined in (4.4). This process is continued until no improvement occurs anymore. Note that in each iteration (4.4) has to be solved several times.
It remains to specify an adequate candidate set C(I k ). Let ω be the weights defined in (4.1). For an independent set I ⊂ V and i ∈ V \ I, we consider I * := C(I, i) to be a possible candidate containing i if it is computed according to the following rule:
, the set of possible extensions for I * . 3. If L = / 0, then I * is a maximal independent set and we stop. Otherwise, select the smallest (for uniqueness) index ∈ L with ω = max j∈L ω j . Set I * ← I * ∪ { } and go to Step 2.
As candidate set, we choose
for some α ≥ 0. In our implementation, α is chosen such that the size of C(I k ) is restricted to 40.
Cutting Planes
To tighten the LP-relaxation of (LPCC), we adapt several classes of cutting planes known from the literature to (LPCC) with overlapping SOS1 constraints. All of them might as well be used for (MIPPC), for which some can even be equivalently stated with 0/1-coefficients. This is one advantage of (MIPPC) in comparison to (LPCC), for which the coefficients often are real valued. However, as already mentioned, we will substantiate with our computational results in Section 6.2 that using (LPCC) can be beneficial in many cases.
Disjunctive Cuts
We first recall different variants of disjunctive cuts, taking special structures of the problem description into account. In their simplest form, i.e., for edge disjunctions x i ≤ 0∨ x j ≤ 0 with {i, j} ∈ E, they already appeared in the early 1970s in Owen [40] . Later, de Farias et al. [18] mentioned in passing the idea to generate disjunctive cuts for more general disjunctions derived from cliques in G. As far as we know, disjunctive cuts until now have been tested only for edge disjunctions of conflict graphs consisting of a matching (see, e.g., Audet et al. [4] and Júdice et al. [37] ).
Let x * a feasible basic solution of the LP-relaxation of (LPCC)
We denote by B and N the indices of its basic and nonbasic variables, respectively.
To simplify the presentation, we assume that all nonbasic variables are at their lower bound 0; the general case can be handled by variable complementation, i.e., replacing x i by u i − x i (see Júdice et al. [37] for further information). In terms of the simplex tableau, each feasible point x satisfies 
Disjunctive Cuts on Two-Term Disjunctions
If x * satisfies all complementarity constraints, then it is feasible for (LPCC). Otherwise, there exist i, k ∈ {1, . . . , m}, i = k, with {B(i), B(k)} ∈ E and x * B(i) , x * B(k) both positive. We consider the two term disjunction
which is a reformulation of x B(i) · x B(k) = 0 and thus satisfied by each feasible point. Since a r0 = x * r > 0 for r = i, k, one can observe that the disjunctive cut
is valid for (LPCC). Moreover, (5.2) is violated by x * because x * N = 0.
This method can easily be generalized to two-term disjunctions of the form ∑ i∈C 1
for disjoint C 1 , C 2 ⊆ V such that {i, j} ∈ E for all (i, j) ∈ C 1 × C 2 and ∑ i∈C 1 x * i > 0 and ∑ i∈C 2 x * i > 0. We choose C 1 and C 2 by one of the following criteria:
Disjunctive Cuts on Box Disjunctions
Assume that x i and x j with i, j ∈ V and {i, j} / ∈ E are restricted by upper bounds u i and u j , respectively. Further assume that we know that there exists an optimal solutionx of (LPCC) which satisfies
Similarly, if there exist variable upper bounds x i ≤ u i z i and x j ≤ u j z j for nonnegative variables z i and z j , we assume that the optimal solution (x,z) satisfies
We call (5.4) or (5.5) four-term disjunction in box-shaped form. These arise, for example, in flow problems with parallel arcs, see Section 6.1 for applications. In this case, one may assume that at most one flow value on parallel arcs does not attain the bounds. Moreover, in the complementarity constrained continuous knapsack problem this can be seen by the well-known fact that there always must exist an optimal solutionx with at most one componentx i not being equal to its bounds.
Remark 4
Note that any optimal solution to an LPCC coincides with a solution of an LP in which appropriate variables are fixed to 0, compare (4.4). Thus, the property of the LP-relaxation having at most one variable value that is not at its bound carries over to the corresponding LPCC.
If x * violates (5.4) or (5.5), one can then generate a disjunctive cut by inserting the four corresponding rows (5.1) of the simplex tableau and proceeding analogously as in Section 5.1.1.
To illustrate the approach, we consider the following example:
We add the bound inequalities x 1 + x 2 ≤ 1 and x 1 + x 3 ≤ 1. Then the solution of the LP-relaxation is x * = (
2 ) with objective value 1.6, which violates the disjunction x 2 ≤ 0 ∨ x 2 ≥ 1 ∨ x 3 ≤ 0 ∨ x 3 ≥ 1; note that {2, 3} / ∈ E. If we proceed as described above, we obtain (after some calculations) the disjunctive cut 6 x 1 + 4 x 2 + 4 x 3 ≤ 6, which is added to the LP-relaxation. Resolving yields the (feasible) optimal solutionx = (0, 1 2 , 1) with objective value 1.5.
Bound Cuts
The separation of bound inequalities that we defined in Section 1.2 is NP-hard, as already well-known for clique inequalities (see Nemhauser and Wolsey [47] ). Nevertheless, there exist fast separation heuristics. The one we present in the following is an adaptation of the clique inequality separator implemented in SCIP.
We consider the induced subgraph G[U] of G on U := {i ∈ V : u i < ∞}. Let E = {{i, j} : i, j ∈ U, i = j, and {i, j} / ∈ E} be the edges of its complement graph. The separation procedure is based on the maximum weighted clique problem max y∈{0,1} U {ω y : y i + y j ≤ 1, {i, j} ∈Ē}.
(5.6)
Using the weights ω defined in (4.3), every feasible solution of (5.6) with objective value greater than 1 defines a (strengthened) bound inequality that cuts off x * . In our cutting plane separator, we again use the tclique algorithm of SCIP using a node limit of 10 000 in order to solve (5.6) heuristically.
Cover Cuts
In this section, we introduce a family of cover inequalities of the form ∑ i∈I x i u i ≤ |I| − 1, for I ⊆ V , which represent a linear relaxation of the nonlinear cardinality constraints |supp(x I )| ≤ |I| − 1.
Let S ⊆ V and {S k : k ∈ K} be a clique partition of G[S], i.e., S = k∈K S k and each node of S belongs to exactly one clique S k , k ∈ K. Note that the trivial case S k = {k} for K = V is possible, but leads to trivial cuts. We then consider the system
with β > 0 and u i > 0 for every i ∈ S.
Let I ⊆ V be an independent set. Note that if I ∩ S k = / 0, then |S k \ Γ (I)| = 1. Using the convention max( / 0) = 0, we define
it is impossible for all variables x i with i ∈ I to be nonzero while the feasibility of (5.7) is maintained, since every solution that satisfies the SOS1 constraints would violate ∑ i∈S x i ≥ β . In this case, we say that I is a cover. Every cover induces a cardinality constraint |supp(x I )| ≤ |I| − 1; thus, if u i < ∞, i ∈ I, the cover inequality
is valid. In order to get strong cover inequalities, we require that I is a minimal cover, i.e.,
for every i ∈ I. We use the following separation heuristic: First, we compute a clique partition of G [S] . For this, we recursively search for some maximal clique and remove its induced graph from G[S] until no node remains. To compute a minimal cover, we initialize I = / 0. Then, in decreasing order of weights ω i = x * i /u i , we iteratively add an element i ∈ S \ Γ (I) to I until (5.8) is satisfied. Afterwards, in reverse order, we iteratively delete an element from I if its deletion still leaves a cover. The resulting I is a minimal cover, and inequality (5.9) may be added to the cutting plane pool if it is violated by x * .
Computational Experiments
We implemented all ideas presented in this paper in C using the framework SCIP [2, 43] version 3.1.1 with CPLEX 12.6 as LP-solver. We compare its results with the MIP-solver CPLEX 12.6, which we apply to (LPCC) as well as (MIPPC), and the MIP-solver SCIP 3.1.1, which we apply to (MIPPC). We used a time limit of two hours. Our tests were run on a linux cluster with 64 bit Intel dual core i3 CPUs with 3.2 GHz, 4 MB cache, and 8 GB main memory.
Instance Sets
As stated before, optimization problems with complementarity constraints arise in many areas. In the following, we describe three applications for which we will generate instances, used for our computational experiments.
Maximum Flow Problem with Conflicts
Gupta and Kumar [25] present the so-called protocol model for modeling interference in a multi-hop wireless network. Based on this, Jain [34] and Shi et al. [44] investigated different variants with different assumptions for computing the optimal throughput on such a network. In the following, we present a combination of both.
A multi-hop wireless network consists of a set N of transmission nodes that may receive or transmit data over wireless links L. We assume that multiple frequencies are not available for data transmission. Instead, we suppose that there exists only one frequency, but each time period is split into different time slots T of variable length; an assumption that is made in [34] as well. Given a source node s and a destination node d, the objective is to find a maximum data flow from s to d subject to the condition that interference is avoided. Interference is caused due to the reuse of the same time slot on nearby links.
In the protocol model, interference is modeled in the following way: For a given u ∈ N, let T u its transmission area and I u its interference area. For simplicity of presentation, it is assumed that the nodes are placed in the Euclidean plane and T u , I u are determined by disks with center u ∈ N and radius R T and R I , respectively. In general, R T should be smaller than R I . We define
as the set of available links and
as the set of interfering links. Thus, if there is a transmission from u to v over time slot t ∈ T , then every node q ∈ I u may not receive data from some node w over the same time slot t. This includes that every node may neither transmit to more than one other node nor receive from more than one other node at the same time.
Let x t be the flow on link ∈ L at time slot t ∈ T . The sets δ − (u) and δ + (u) denote the incoming and the outgoing links of each node u ∈ N, respectively. The variable z t with t ∈ T describes the relative share of time slot t of each time period. We consider the Maximum Flow Problem with Conflicts (MFPC) which computes the optimal periodic throughput (in a steady state). The MFPC is defined formally as
where β u is r if u is the source, −r if u is the destination and 0 otherwise. The first set of constraints (6.1) are the flow conservation constraints, which enforce the balance between the incoming and the outgoing flow over the time period. Constraint (6.2) describes the partitioning of each time period into time slots. In (6.3), the value C ∈ R, ∈ L, denotes the capacity of ∑ t∈T x t , which depends on the distance between the endnodes of and the maximum transmission power (see the formula in [44] ). The subsequent complementarity constraints (6.5) model mutual interference between links. Optionally, one can add symmetry-breaking constraints z t−1 ≤ z t , t = 2, . . . , |T |, to reduce the negative effect of symmetry with respect to arbitrary permutations of the time slots.
For the MFPC, we generated instances of three different types; type one with 25, type two with 35, and type three with 50 transmission nodes, from which we selected three to be the sources (all connected to a virtual super-source) and one to be the destination, respectively. The nodes were located on a 1000 × 1000 grid. Their position in the grid is chosen uniformly at random for the instances of type two. Therefore, it might happen that there is no connection from all the sources to the destination. For type one and three, we first positioned the source in the center of the grid. For each source-destination pair we then generated a connecting path of length three, each arc having a length uniformly distributed in the interval [90, 180] and a direction change from the former arc direction of at most 90 • . The position of the remaining nodes was chosen at random. Further parameter settings are R T = 200, R I = 300, and |T | = 8.
Transportation Problem with Exclusionary Side Constraints
A common scenario of logistic problems is the cost-effective transportation of goods from several sources i ∈ S to destinations j ∈ D. For the Transportation Problem with Exclusionary (or Nonlinear) Side Constraints (TPESC) -originally proposed by Cao [14] and also studied by Sun [45] , Syarif and Gen [46] -it is not allowed to carry certain goods to the same destination. This type of problems has many applications. For instance, hazardous materials (toxic, corrosive, flammable, etc.) may not be stored in the same warehouse or vehicle.
The transportation network has nodes S ∪ D and source-destination pairs L = S × D as arcs. The flow on ∈ L is given by x . TPESC can be modeled as a classical transportation problem with additional complementarity constraints:
where the supplies and demands are given by α ∈ R S + , β ∈ R D + , respectively. We assume that the balancing condition ∑ i∈S α i = ∑ j∈D β j is satisfied. Moreover, c denotes the transportation costs for arc . Every source i is assigned to a given category C i ∈ {1, . . . ,t}, where t ∈ N. We assume transportation of sources from conflicting categories to the same destination is not allowed. This defines a conflict graph G = (L, E) with node set L and edge set
We use u i j := min{α i , β j } as a big-M value for the MIP-reformulation of (TPESC).
We generated three instance sets of three different types; type one and two with |S| = 150 and |D| = 15, type three with |S| = 200 and |D| = 15. The other inputs were randomly generated; c is chosen uniformly at random from [3, 8] , α i and β j on [100, 500] ∩ N and [1000, 5000] ∩ N, respectively. In case of a surplus, i.e., ∑ i∈S α i > ∑ j∈D β j , the α i values were evenly reduced until the sums are balanced. We analogously treated the β j values in case of an undersupply. The categories were also assigned randomly to each source. Conflicts between different categories were determined by the entries of a conflict matrix Z ∈ {0, 1} t×t . For type one, we used for all instances the same 9 × 9 realistic conflict matrix from Hamdi et al. [26] . For each instance of type two and three, we used a different randomly generated conflict matrix of size 15 × 15 and expected density 0.35 (w.r.t. the nondiagonal entries).
Continuous Knapsack Problem with Conflicts
Our last instance sets arise from the Continuous Knapsack Problem with Conflicts (CKPC). Let V = {1, . . . , n} and G = (V, E) be an undirected conflict graph. The mathematical formulation of CKPC is
where b ≥ 0 and c, a ∈ R V + . We assume w.l.o.g. that the upper bounds are scaled to be 1. The CKPC, specifically with nonoverlapping SOS1 constraints, was first investigated by Ibaraki et al. [32, 33] . Later, de Farias et al. [17] studied inequalities that define facets of the convex hull of its feasible area. Applications arise, e.g., in capital budgeting (see Lin [38] ). Other articles (see, e.g., Hifi and Michrafy [27] , Pferschy and Schauer [41] ) deal with the knapsack problem with overlapping SOS1 constraints, but binary variables.
As an application, we consider the following scenario: Given is a set of jobs V of different sizes a i and benefit c i , as well as a processor with a certain capacity b. The goal is to optimally assign a subset I ⊆ V of jobs to the processor, where some jobs may be incompatible with one another, i.e., they cannot be executed both on the processor; reasons are given in Baker, Coffmann [5] and Jansen [35] . In the context of the CKPC, we assume it is permissible that jobs are only partly executed. The input data for three different types of our problem generation are n = 200 for type one, n = 250 for type two, and n = 260 for type three. The objective coefficients c i and row coefficients a i were generated uniformly at random in the interval [10, 25] . In order to show the effect of disjunctive cuts on box disjunctions (see Section 5.1.2), we ensured, especially for the type three instances, that several objective coefficients are of equal value. This was done by choosing c i among 20 different random values. The right hand side b was determined according to b = 0.3 · 1 a, which comes from de Farias and Nemhauser [20] . Mutual conflicts between variables were generated uniformly at random with expected density 0.35. Table 6 .1 gives statistics on the test sets that we used for our experiments. The data relate to the transformed instances after the presolving step. Column "#" denotes the number of instances of the given problem type. Moreover, in arithmetic mean over all instances of each problem type, we list the number of variables in column "#vars", the number of linear constraints in "#linear", the number of SOS1 constraints in "#SOS1", and the arithmetic mean over the size of the SOS1 constraints in "SOS1 size". All instances are available for download from the web pages of the authors.
Experimental Results
The computations are organized into six experiments. The goal of the first four experiments is to compare the different branching rules and cutting planes introduced in Section 2 and 5, respectively. For this purpose, we initialized the algorithm with a precomputed optimal solution in order to eliminate the impact of heuristics on the performance. In Experiment 5, we evaluate the use of heuristics. Finally, in Experiment 6, we compare our implementation with other branch-and-cut solvers and with the (MIPPC) formulation.
For SOS1, neighborhood, and bipartite branching, we use the following common settings:
Branching Rules: Use most infeasible branching as a selection rule. Cutting Planes: Add (strengthened) bound inequalities during the separation phase at the root node; all the other cutting planes are turned off.
In each experiment, we additionally turn different components of our solver on or off. The data of Tables 6.3-6.5 report aggregated results of our first four experiments. In each table, we list the number of instances that reached the time or memory limit (column "limit"), the shifted geometric mean 1 of the number of nodes (column "nodes"), and the CPU time (column "time"). We used a shift of 100 for the number of nodes and 10 for the CPU time, see [1] . Detailed results for each instance can be found in the online supplement. Experiment 1: Basic Branching Variants We start with an evaluation of the three basic branching variants SOS1, neighborhood, and bipartite branching, denoted by "B-SOS1", "B-neigh" and "B-bip", respectively. SOS1 branching turns out to have a poor performance on all instance sets. If the SOS1 constraints overlap, this leads to the fact that neighborhood and bipartite branching usually fix more variables to zero; consider a star graph, for example. For the TPESC instances, a very good performance of bipartite branching in comparison to neighborhood branching is clearly noticeable. For these instances, the conflict graph consists of families of vertices with an identical neighborhood structure; a characteristic that usually results in large bipartite subgraphs. This statement is confirmed by Table 6 .2, where we present in column "bip. size" the average size of the smaller part of each complete bipartite subgraph that the algorithm selects for branching.
In contrast, the "unbalanced" neighborhood branching performed better for the the MFPC instances. Here, few large "balanced" bipartite subgraphs exist in the problem specific conflict graph structure. Recall that a graph might have large neighborhoods, but only small balanced bipartite subgraphs. This is true even for the CKPC instances, whose conflict graph is generated randomly without any clear structure. Here, the algorithm automatically nearly always prefers to branch on a neighborhood, see the remark at the end of Section 2.3.
Experiment 2: Further Branching Variations
In the second experiment, we investigate the use of nonzero fixing ("B-nonzero") and adding complementarity constraints during the branching process in combination with either bipartite or neighborhood branching ("B-bip-comp" and "B-neigh-comp").
Recall that "B-nonzero" is a variant of neighborhood branching with additional fixings. In fact, nonzero fixing does not have a positive effect w.r.t. the standard neighborhood branching rule. It seems to rarely allow for pruning nodes in the branch-andbound tree and sometimes increases the number of nodes. Adding complementarity constraints during the branching process significantly speeds up neighborhood branching for the TPESC instances. However, neighborhood branching with the addition of complementarity constraints is still slower than bipartite branching on these instances. For bipartite branching, adding complementarity constraints reduces the number of nodes, but not the CPU time (a Wilcoxon signed rank test, see Berthold [10] , confirmed a statistically significant reduction in the number of nodes with a p-value of less than 0.0005, but the time reduction is not significant with a p-value larger than 0.1). The reason is that adding complementarity constraints increases the time needed for node-switching. Moreover, for the MFPC and CKPC instances, adding complementarity constraints essentially does not make a difference. As before, one can explain this with the specific structure of the conflict graph of these instances. We conclude that adding complementarity constraints only is an option for hard instances with a structure similar to the TPESC instances.
Experiment 3: Selection rules In this last experiment regarding branching rules, we analyze the behavior of strong branching ("B-bip-strong" and "B-neigh-strong"). The outcome reflects the expected behavior: On the one hand, strong branching significantly reduces the number of branching nodes. On the other hand, it is very time consuming; on average, it uses around 20% of the total CPU time. Nevertheless, for the MFPC type two and three instance sets, strong branching reduces the CPU time or solves more instances within the limits. For the TPESC type three instances, this is only true w.r.t. the neighborhood branching setting. Summarizing, the results indicate that strong branching can be useful for certain instances that are hard to solve, but in the presented form it should not be used as default strategy. A careful fine-tuning will be necessary to keep the execution time of strong branching in balance.
Experiment 4: Cutting planes For the cutting plane experiments, we use neighborhood branching for the MFPC and CKPC and bipartite branching for the TPESC instance sets. In the related part of Tables 6.3-6.5, we report on the results with nine settings "B-<branching>-noC-<cutting>" and "B-<branching>-C-<cutting>". Here, the term <branching> takes the choice from {neigh, bip} and <cutting> from the options listed in Table 6 .6. The terms "C" and "noC" declare whether the corresponding cutting plane is turned on or off, in contrast to the default setting. All cutting planes were separated only in the root node, with the exception of "B-<branching>-C-bds10", where we separate bound inequalities as local cuts with a node-depth frequency of 10 by using locally valid bounds on the variables. The separation time of all classes of cutting planes for MFPC and CKPC was negligible compared to the total CPU time. For TPESC, the separation time was significant, e.g., for "B-bip-C-edge" separation used 35.9% (7.1 s), 10.9% (8.3 s), and 9.4% (13.7 s) of the total time on average for types 1, 2, and 3, respectively. This is partly due to the fact that these instances are easier to solve and thus take less nodes, increasing the relevance of the time for the root node.
In our experiments, "stalling" was an issue: A separation round is said to stall, if it does not cause a change in the dual objective bound. Nevertheless, sometimes it is necessary to overcome some stalling rounds in order to generate efficient cuts; reasons can be symmetry or structures like bottlenecks in flow problems. We therefore allow for a maximal number of 200 stalling rounds.
In order to avoid numerical instabilities, we discard disjunctive cuts that have a high rank: We say a disjunctive cut has rank r + 1 if it is constructed from simplex tableau rows whose coefficients are affected by some rank-r cut from a former separation round, where r is maximal. In our default setting, we limit the maximum permissible rank to be at 20.
If separation of bound inequalities is turned off ("B-<branching>-noC-bds"), we observe a significant increase in the CPU time. Moreover, the same holds for strengthened bound inequalities for the MFPC instances, see row "B-neigh-noC-strBds" in Table 6 .3. For the other instances, strengthened bound cuts are not relevant, and the respective rows "B-<branching>-noC-strBds" are left empty in Tables 6.4-6.5.
It is important to note that box disjunctive cuts have relevance for CKPC type three, but no relevance for CKPC type one and two, see the way the instances of these types are generated at the end of Section 6.1.3. Summarizing the results of all classes of disjunctive cuts, we see that they bring benefit in the CPU time for the harder (type two and three) MFPC and TPESC instances. For the CKPC instances, they have a very positive effect w.r.t. the number of nodes, but not w.r.t. the CPU time. Obviously, here the cutting planes cannot compensate the larger solving time of the LP-relaxations. If we compare among the different classes of disjunctive cuts, it is easy to identify edge disjunctive cuts as a clear favorite among them. Moreover, separation of cover inequalities only has significance for the TPESC instance sets. However, they do not have a measurable effect on the performance. In the following, we analyze this behavior in more detail with the help of Table 6 .7. The columns in Table 6 .7 have the same names as the <cutting> choices. Each of them refers to the setting in which the corresponding class of cutting planes is turned on, in addition to (strengthened) bound cuts, which are always applied here. For each instance class, we present the number of applied cuts in shifted geometric mean with a shift of 10. We highlight the following aspects: -As expected, a relatively large number of the very efficient (strengthened) bound inequalities were added. Clearly, this number rigorously increases if separation is performed with a node-depth frequency of 10. -For the CKPC instances, almost always 20 disjunctive cuts were added. This is due to the restriction of the maximal possible rank number to be at most 20. Because there is only a single linear (knapsack) inequality, disjunctive cuts often recursively depend on the previously separated cuts. Furthermore the LP solution often violates only one complementarity constraint, see the discussion in Section 5.1.2. -For the MFPC and TPESC instances, from all classes of disjunctive cuts, the most inequalities were added for edge disjunctive cuts. This has several reasons: First, the rank of cuts from the other classes of disjunctive inequalities grows faster, since they are usually generated from more rows of the simplex tableau. However, even if there are no rank restrictions, edge disjunctive cuts empirically produced the best results: edge cuts tend to produce stronger cuts, since they do not aggregate inequalities as in (5.3). By solving a (relatively large) cut generating linear program, as investigated in the article of Balas and Perregaard [6] , one can avoid this aggregation. However, until now, we have not tested this in practice. A further reason for the low number of added neighborhood, clique, and bipartite cuts is that they aggregate several edge cuts in one single inequality. -The fewest disjunctive inequalities were added for box cuts. This can be explained by the fact that they only can be applied to a very special structure, appearing less often for the considered problem instances. -Finally, we have a closer look at the number of added cover inequalities. Although this number is relatively large, our tests have shown that the separation of cover inequalities does not yield significant changes in the root gap. A possible reason for this could be that for separation, we reduce the conflict graph to a clique cover and do not take the overlapping structure of the SOS1 constraints into account.
Experiment 5: Heuristics After evaluation of the former experiments, we decided to use the combination of "B-neigh", "C-bds10", and "C-edge" as our favorite setting for the MFPC and CKPC instances and the combination of "B-bip-comp", "Cbds10", and "C-edge" as the one for the TPESC instances. On average, these settings clearly produced the fewest number of nodes and seem to provide a relatively good compromise, although they are not the fastest for all instances. In the last row of each of the Tables 6.3-6.5, we report on the results using our favorite settings ("B-<branching>-favor"). We also use these favorite settings in our fifth experiment, which we explain in the following. For each test run of this experiment, we turn different heuristics on and do not initialize the algorithm with a precomputed optimal solution. We use the following abbreviations as column labels for Tables 6.8 and 6.9: "none" for using none of the heuristics, "MWIS" for maximum weighted independent set fixing, "viol" for violation diving, "obj" for objective shift diving, "frac" for fractional diving, and "frac-LS" for fractional diving in combination with local search.
To compare the performance of the heuristics, we make use of the primal-dual integral (see Berthold [9] ). The primal-dual integral is the value we obtain by integrating the gap between the primal and dual bound over time 2 . To ensure a fair comparison, we divide the primal-dual integral by the maximum total CPU time among the six variants from the column labels. Thus, a smaller scaled primal-dual integral indicates a higher solution quality. Table 6 .8 shows the scaled primal-dual integral on average over all the instances of each problem type. The provided information can be summarized as follows:
-For the MFPC instances, the solution quality is already relatively high for the test run using none of the heuristics. This partly explains the fact why the heuristics do not bring a significant benefit on these instances. Nevertheless, there is still a potential for improvement. We think that one needs a heuristic which takes greater account of the equality system Ax = b, i.e., prefer variable fixings that not only reduce the violation of the complementarity constraints, but also maintain the feasibility for the linear constraints.
-On the other hand, for the TPESC instances, all heuristics seem to perform well, especially for the harder type two and three instances. This motivates us to accept the relatively high execution time (see Table 6 .9 below). -For the CKPC instances, only slight improvements can be achieved. This can be explained with the help of Table 6 .10. Here, column "heur" denotes the ratio of the CPU time without precomputed optimal solutions, but with the use of fractional diving as primal heuristic, to the CPU time with precomputed optimal solutions. Since the ratio is nearly 1.1 for the CKPC instance types, this shows that the use of heuristics generally cannot lead to major improvements on these instance sets. -Fractional diving seems to perform best among the presented heuristics. If one combines it with local search, then this only leads to slight improvements for the CKPC type two and three instances. In all other cases, the solution does not significantly improve, but the increased run time leads to a detoriation of the primal integral. For the future, one could investigate a tabu search approach (see Glover [24] ) which might have the potential to enhance the performance of our local search algorithm. The data of Table 6 .9 refers to the relative execution time of the heuristics in percent. For MFPC and CKPC the execution time is negligible compared to the total CPU time. On the other hand, for TPESC, it has a much larger share of the run time. Therefore, we recommend to use only one of the heuristics and not multiple of them at once. Among the diving heuristics, fractional diving is the fastest, since it usually fixes more variables to zero in each diving LP iteration, see Section 4.1.
Experiment 6:
Comparison with other MIP-solvers. Finally, in Table 6 .10 we compare the performance of SCIP and CPLEX on our instance sets. We apply both to (LPCC) formulated with SOS1 constraints and (MIPPC) formulated as a MIP with packing constraints. The resulting four variants are denoted as "SCIP-SOS1", "SCIP-MIP", "CPLEX-SOS1", and "CPLEX-MIP". Especially for "SCIP-SOS1", we make use of the new solver components using the "B-<branching>-favor" settings with fractional diving as primal heuristic. It is noticeable that SCIP-SOS1 considerably outperforms the other branch-andcut solvers. Surprisingly, CPLEX-MIP performs better in comparison to CPLEX-SOS1, which for many instances does not even find a feasible solution.
Conclusion
In this article, we discussed a branch-and-cut algorithm for solving LPs with overlapping SOS1 constraints. We exploited the structure of the corresponding conflict graph for developing branching rules, preprocessing, primal heuristics, and cutting planes. The algorithm was tested with different settings on randomly generated problem instances from three different applications.
The computational experience can be summarized as follows: The performance of a branching rule strongly depends on the specific structure of the problem instance. For conflict graphs consisting of large cliques that predominantly overlap with one another (as it is the case for the MFPC instances), neighborhood branching performs best. The same is true for completely random and disordered conflict graphs (as for the CKPC instances). For conflict graphs that consist of groups of vertices with identical or similar neighborhood properties (as for the TPESC instances), the more balanced bipartite branching performs better.
Moreover, locally adding complementarity constraints reduces the number of nodes for some instances, but does in general not reduce the solving time in comparison to the best branching rule. Furthermore, using strong branching significantly reduces the number of nodes, but in its current version often increases the solution time.
Among the variety of tested cutting planes, bound inequalities (not surprisingly) are the most important, since they provide a representation of the complementarity constraints in the LP relaxation. The disjunctive cuts clearly reduce the number of nodes, but sometimes increase the solution time.
For the considered problem instances, our algorithm outperforms SOS1 branching by Beale and Tomlin and the big-M reformulation of (LPCC) both in SCIP and CPLEX. This indicates the effectiveness of directly enforcing the SOS1 constraints without introducing auxiliary binary variables for the considered instances. Recall, however, that there exist problem instances for which the techniques considered in this paper do not improve w.r.t. the big-M model. Our implementation will be incorporated in one of the next releases of SCIP. In the future, we will investigate how to derive strong cover inequalities taking the overlapping structure of the SOS1 constraints directly into account. Furthermore, one could think of combining our branching strategy with the standard reliability branching approach (see Achterberg et al. [3] ).
