A total coloring of a graph is an assignment of colors to all the elements of graph such that no two adjacent or incident elements receive the same color. Behzad and Vizing conjectured that for any graph the following inequality holds: Δ( ) + 1 ≤ ′′ ( ) ≤ Δ( ) + 2, where Δ( ) is the maximum degree of . Total coloring algorithm is a NP-hard algorithm. In this paper, we give the total coloring algorithm for any graph and we discuss the complexity of the algorithm.
Introduction
All graphs considered here are finite, simple and undirected. Let = ( ( ), ( )) be a graph with the sets of vertices and edges ( ) ( ) respectively. Graph coloring has been studied for many years and has many practical applications as well as theoretical challenges. A proper Vertex coloring of a graph is an assignment of colors to the vertices such that no two adjacent vertices receive the same color. The minimum number of colors required for a graph coloring is the chro-matic number of the graph and is denoted by ( ). An independent edge set of a graph is a subset of the edges such that no two edges in the subset share a vertex in . A proper Edge coloring of a graph is an assignment of colors to the edges such that no two adjacent edges receive the same color. The minimum number of colors required for a proper edge coloring is called edge chromatic number and it is denoted by ′( ). A total coloring of is a mapping : ( ) ∪ ( ) → where is a set of colors satisfying the following three conditions (a)-(c):
The total chromatic number of a graph , denoted by ′′( ), is the minimum number of colors that suffice in a total coloring. Behzad 1 and Vizing 11 conjectured that for any graph the following inequality holds:
This conjecture was verified by Rosenfeld 8 and Vijayaditya 10 for ∆(G) = 3 and by Kostochka 5, 6, 7 for ∆(G) ≤ 5. For planar graphs, the conjecture was verified by It is known that the total coloring problem, which asks to find total coloring of a given graph with the minimum number of colors, is NP-hard 9 . In particular, Colin, McDiarmid and Arroyo 3 proved that the problem of determining the total coloring of -regular bipartite graph is NP-hard, ≥ 3.
In this paper we give a polynomial time algorithm to find the total coloring of a graph and we discuss about the time complexity.
Total Coloring Algorithm
Aim: To color any graph totally using total coloring algorithm. Input: ( ), ( ), Algorithm:
Step 1:-Find edge independent set
Step 2:-Assign colors to the edges based on step 1
Step 3:-Check the remaining colors for Δ(G) + 2
Step 4:-Try to color the vertices with the remaining colors in color set 4.1:-If possible to fill all the vertices then go to step 5 4.2:-Else if color the vertices using the colors in the edge coloring 4.3:-Else go to step 2, recolor the edges by different colors from set
Step 5:-Stop with total coloring Suppose we have to totally color the following graph shown in Fig.1 Here ∆ = 3 (at vertex v2 and v5). So, we may require Δ(G) + 2 = 5 colors to color the graph shown in Fig.1 i.e. Set = {c1, c2, c3, c4, c5}. Let us color the graph using the algorithm.
Step 1:-Independent set of edges are {e1, e4}; {e2, e5}; {e3, e6}
Step 2:-After coloring the edges in Fig.1 we arrive at the graph in Fig.2 Step 3:-Remaining colors are c4 and c5
Step 4:-After coloring the vertices with the remaining colors, c4 and c5, we arrive at the graph in Fig.3 Step 4.2:-Since we are not able to fill vertex v1 with the remaining colors, we go to step 2, recolor the edges, i.e.
From step 3, independent sets of edges, color one set (say, e2, e5) with c2 and second set (say, e3, e6) with c3. Now, one set is remaining, color that set by two separate colors (say, e1) with c1 and (say, e4) with c5. We arrive at the graph in Fig.4 . Remaining color is c4. Let us color vertex v1 and v3 with c4. Now if we look at vertex v2, we can't fill c1, c2, c3 and c4. We can only fill c5. So, assign c5 at v2. Similarly, at vertex v5, we can't fill c2, c3, c4 and c5. We can only fill c1. So, assign c1 at v5. Now, let us check the possibilities to fill v4. At vertex v4, we can't fill c1, c3, c4 and c5. We can only fill c2. So, assign c2 at v4. Now, our graph is totally colored shown in 
Complexity
The total coloring problem is one of the fundamental open problems on graphs, which often appears in various scheduling problems like the file transfer problem on computer networks. By Vizing's conjecture, the number of colors needed to color the elements of a simple graph is either Δ( ) + 1 or Δ( ) + 2 . For some classes of graphs, such as complete graphs of odd order, cycles of order 3n, n>1 the number of required colors is always Δ(G) + 1. There are polynomial time algorithms that construct optimal colorings of cycles and small classes of graphs. However, the general problem of finding an optimal total coloring is NP-hard and the fastest known algorithms for it take exponential time. In particular, Colin, McDiarmid and Arroyo proved that the problem of determining the total coloring of -regular bipartite graph is NP-hard. An independent edge set of a graph is a subset of the edges such that no two edges in the subset share a vertex in . A maximal independent set is an independent set such that adding any other vertex to the set forces the set to contain an edge. A maximum independent set is an independent set of largest possible size for a given graph. This size is called the independence number. The problem of finding such a set is called the maximum independent set problem and is an NP-hard problem. Initially, we color the edges with Δ(G) + 2 colors using the independent set algorithm. On each vertex, there will be two extra colors, which are possible colors to color the vertex. This will reduce the complexity on edge coloring. Following Greedy algorithm can be applied to find the maximal edge independent set. Here, the intersection of two edge sets are empty means there is no common vertex between the edges.
Step 1: MEIS= Step 2: For e ( ) If MEIS{e}= then MEIS=MEIS{e}.
Step 3: End with MEIS. This Greedy algorithm will take o(|V(G)| + |E(G)|) , where |E(G)| denotes number of edges of .
Step 2 and step 3 in the total coloring algorithm will take constant time since it is only assignment of colors.
Step 4 is the important step in our algorithm. Here, we use the remaining colors to color the vertices. If we color all the vertices with the remaining colors at each vertex then the coloring will consume a constant time. Otherwise, we have to recolor the edges with different edge independent set and move to the vertex coloring. Hence overall time complexity in our algorithm is a polynomial of second order.
