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Abstrakt
Tato diplomová práce se zabývá problematikou zajištění kvality webových aplikací pomocí
nástrojů automatického testování. Cílem této práce je navrhnout a implementovat řešení
pro automatické regresní testování mapové webové aplikace. V první části práce jsou proto
popsané principy zajištění kvality softwaru se zaměřením na testování softwaru. V násle-
dující části navazuje kapitola o možnostech automatického testování software založené na
analýze dostupných nástrojů pro podporu automatického testování webových aplikací. Da-
lší kapitoly diplomové práce se zabývají volbou vhodného nástroje automatického testování,
návrhem a implementací řešení pro automatické regresní testování mapové webové aplikace.
Abstract
The subject of this thesis is web applications quality assurance using automated testing
tools. The main goal of this thesis is design and implementation solution for automated
regression testing of map web application. In the first chapter are described principles of
software quality assurance focused to software testing. After that follows chapter about
the possibility of automatic software testing based on analysis tools available to support
automated testing of web applications. Next chapters of this thesis are devoted to choosing
the ideal tool of automated testing, design and implementation of solutions for automated
regression testing of web map application.
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Kapitola 1
Úvod
S rozvojem softwarového inženýrství se postupně rozvíjejí i obory, které jsou ve světě silné
konkurence stále více žádanější. Jedním z těchto oborů, se kterým se bude tato prace za-
bývat, je softwarové testování. Obor softwarové testování vznikl z potřeby zajištění kva-
lity produktu softwarového inženýrství. Budou ukázány závislosti softwarového testování
na oboru softwarového inženýrství, do jehož kontextu bude zařazeno prostřednictvím život-
ních cyklů vývoje software. Vysvětleny budou vybrané fáze životního cyklu software, k nimž
budou přiřazeny jednotlivé druhy testů. Budou představeny některé používané modely ži-
votního cyklu, které poskytnou lepší představu nejen o vzájemných vztazích jednotlivých
fází životního cyklu, ale i o vzájemných vztazích k nim příslušných testů, tak jak jdou
v rámci modelu za sebou.
Dle známých znalostí o systému jsou vymezeny pohledy na systém. Pohledy na systém
umožní rozhodnout o množině relevantních testů. Relevantnost použití jistých druhů testů
se určí jejich přiřazením pod úrovně testování. Budou ukázány techniky testování, které
v následující kapitole bude možné začít automatizovat.
K automatizaci testování bude využito existujících nástrojů, jejichž možnosti podstoupí
analýze. Nejdříve je uvedeno Selenium, které je stavebním kamenem pro další nástroj Code-
ception. Oba nástroje budou zvoleny pro jejich známost, využití nativních funkcí prohlížeče
a pokrytí potřeb automatického testování webové mapové aplikace na úrovni uživatelského
rozhraní. Třetí analyzovaný nástroj Sikuli je vybrán pro jeho vlastnost rozpoznávání obrazu,
která může být užitečnou pro práci s mapou.
Ve zvolených nástrojích automatického testování jsou navrženy skripty sloužící jako
prototypy pro oddělení Corporate Technology společnosti Siemens v Brně, které na základě
jejich vlastností rozhodne, kterým směrem se v následující práci budeme ubírat.
Na základě návrhu a implementace testovacích skriptů pro jednotlivé testovací nástroje
bude dle zvolených kritérií sestaveno jejich hodnocení. Takové hodnocení spolu s předvede-
ním testovacích skriptů slouží jako předloha pro oddělení Corporate Technology společnosti
Siemens v Brně, které si pro své potřeby vybere nejlepší z analyzovaných testovacích ná-
strojů. Ke zvolenému nástroji bude uveden návod k zprovoznění a jeho bližší analýza pro
pochopení, jakým způsobem takový nástroj funguje. Bude uvedena jeho architektura, na-
stavení testovacího skriptu a ovládání testovacího nástroje.
Nad zvoleným testovacím nástrojem budou ověřeny teoretické závěry s cílem vyhodnotit
nejvhodnější řešení zahrnující vytvoření scénáře testu a psaní dynamického testovacího kódu
vedoucí ke zvýšení odolnosti testovacího skriptu na změny v aplikaci.
V závěrečné kapitole jsou zhodnoceny dosažené výsledky a další možnosti rozvoje tes-
tovacího skriptu a rámce. K testovacímu rámci jsou navrženy inovace ve dvou směrech, kde
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jedna povede k zpřehlednění testovacího skriptu rozšířením o řídící jednotku usnadňující
získání přehledu nad testovým kódem a řízení práce testerského týmu manažerem. A druhá
inovace povede k automatizaci vývoje testovacích skriptů rozšířením testovacího rámce
o funkce umožňující řízené procházení stavovým prostorem testované aplikace.
Diplomová práce navazuje na Semestrální projekt převzatý v plném rozsahu a opírá
se ve všech kapitolách především o jeho teoretický základ v kapitole 2. Testovací nástroj
se vybírá na základě přehledu v kapitole 3. Řešení se implementuje na základě návrhu
v kapitole 4.
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Kapitola 2
Softwarové inženýrství
Softwarové inženýrství lze chápat jako oblast počítačové vědy vlastnící mnoho definic, které
postupem doby mění jeho chápání. Jeden ze starších zdrojů (80. léta) říká, že
”
Softwarové
inženýrství bylo definováno jako ustanovení a využití technických principů za účelem zís-
kání ekonomického software, který je spolehlivý a pracuje účinně na reálných strojích“
[31]. Dnes už však můžeme s jistotou říci, že novodobé systémy již jsou natolik složité, že
k naplnění předchozí definice již nestačí pouze tým či týmy vývojářů, kteří usilují pouze
o spolehlivost a účinnost software, ale k dosažení úspěšného a zákazníkem akceptovatelného
výsledku potřebujeme celou řadu týmů, kde každý tým má stanovenou svou činnost defino-
vanou každou fází životního cyklu vývoje software, kterými se v této kapitole budeme dále
zabývat. Interakce mezi jednotlivými fázemi životního cyklu vývoje software pak definují
modely životního cyklu software. Některé známé modely životního cyklu software si uve-
deme. Začneme klasickým modelem životního cyklu, kterému se také říká model vodopád
[31] a dále si představíme jeho modifikace vedoucí ke vzniku iterativních životních cyklů
s přírůstky, u nichž si uvedeme jako zástupce spirálový model a modely životního cyklu
zakončíme agilním vývojem. Kapitola pokračuje úvodem do zajištění kvality software, kde
se setkáme s faktory kvality, pro nás s relevantními softwarovými metrikami a podkapitolu
zakončíme přístupy k zajištění kvality. V závěru kapitoly se konečně dostaneme k pro nás
zajímavému tématu testování, které si již budeme schopni v rámci Softwarového inženýr-
ství zařadit. Na testování se podíváme z pohledu na systém, následně probereme úrovně
testování a v závěru kapitoly zaměříme naši pozornost na techniky testování.
2.1 Životní cyklus vývoje software
Pojem životní cyklus pochází z biologie, kde se s jednotlivými vývojovými cykly můžeme
setkat u rostlin a živočichů. V našem případě životní cyklus budeme chápat jako změny
v softwarovém procesu, kterými prochází produkt od svých počátků postupného zavádění
plynoucích z požadavků klienta až po nasazení a následné převzetí software klientem, při
čemž výsledný produkt vstupuje buď do fáze postupného vyřazení a nebo opět do postup-
ného zavádění v novém produktu a jeho vývojovém cyklu. Slovem cyklus rozumíme práci
spojenou s tvorbou a provozem systému v opakujících se v určitých časových intervalech
[34], [9]. Tyto změny můžeme popsat do jednotlivých fází životního cyklu znázorněné na
obrázku 2.1 níže.
5
Obrázek 2.1: Fáze životního cyklu software, inspirováno [9]
2.2 Fáze životního cyklu
Životní cyklus definuje pro každou fázi očekávané vstupy a výstupy. Pro získání žádoucích
výstupů jsou pro fázi definovány kroky, aktivity, metody a nástroje. Takový proces mode-
lujeme pomocí modelu životního cyklu, který bude vysvětlen později. Význam jednotlivých
fází a interakce mezi nimi se mohou pro každý model lišit. Uvedeme si 5 základních fází, ve
kterých se modely životního cyklu shodují [1], [9]:
Analýza požadavků je úvodní fází zastupující analýzu a specifikaci požadavků klienta,
pro kterého je vývoj uskutečněn. Požadavkem rozumíme požadavek na funkciona-
litu systému. Hlavní problematiku této fáze představuje komunikace mezi klientem
a softwarovým inženýrem, který se snaží analyzovat klientovy požadavky, které nejsou
mnohdy jednoznačné nebo si vzájemně odporují.
Návrh systému je fáze úzce spojená s analýzou požadavků, ve které vzniká popis struk-
tury systému. Popisem modelujeme uživatelská rozhraní a případy užití, komponenty
systému a jejich rozhraní, interakce mezi komponentami a datové struktury využité
v návrhu databáze i jako strukturovaná jednotka přenášená v rámci interakcí mezi
navrhovanými komponentami. Na základě zjištěných nároků modelovaného systému
navrhujeme platformu, na které softwarový systém poběží. Již v této fázi je vhodné
navrhnout testy, které budou ověřovat správnost vyvíjeného systému.
Implementace popisuje fázi, která na základě návrhu systému obnáší návrh algoritmů
a jejich následné programování. Můžeme zde zahrnout i hledání již existujících kom-
ponent a jejich správné zapojení do návrhu. Implementace je většinou nejdelší fází
a tím i nejkritičtější, protože právě zde může vznikat nejvíce chyb, které je žádoucí
co nejdříve nalézt a odladit. Proto je důležitou součástí fáze implementace testování
a ladění, o kterých se blíže zmíníme zvlášť.
Integrace a nasazení je fáze, ke které se dostáváme, jakmile jednotlivé komponenty sys-
tému implementujeme, otestujeme a odladíme. Systém sestavujeme z již implemen-
tovaných komponent do formy blížící se výsledné podobě požadovaného produktu.
Po úspěšném složení dostupných komponent následuje integrační testování, které je
v této fázi nezbytné pro odhalení chyb plynoucích z interakcí mezi jednotlivými kom-
ponentami sestaveného systému, který se v této formě také nazývá build či česky kon-
strukce. Nasazení probíhá v souladu s inkrementálním vývojem softwarového systému
postupně po uvolněných verzích. Každá verze je tvořena konstrukcemi vytvořenými
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při integraci jednotlivých přírůstků. Po úspěšném nasazení v rámci procesu zajištění
kvality opět testujeme. Důležitou roli zde hrají systémové a akceptační testy, o kterých
se více dozvíme později.
Provoz a údržba popisuje poslední fázi životního cyklu software, do které se dostáváme
převzetím hotového produktu klientem, kdy je systém běžně používán a dále rozvíjen.
Zahájení provozu systému obnáší i jeho údržbu, což zahrnuje odstranění možných pro-
blémů odhalených za provozu a další rozvoj systému. V tomto případě říkáme, že jde
o údržbu opravnou. Údržbu můžeme dále rozlišit na adaptivní, při které přizpůsobu-
jeme systém změnám prostředí. V případě, že systému přidáme novou funkcionalitu,
jde o údržbu zlepšovací.
2.3 Modely životního cyklu
Model životního cyklu software je generický model, který popisuje vzájemné vztahy mezi
fázemi životního cyklu softwaru. Jednotlivé fáze modelu nám pomáhají utvořit si představu
o vykonávaných činnostech během jejich průběhu, ale nechávají nám otevřené možnosti,
jak budou činnosti vypadat [9]. Každý model obsahuje vlastní metodiku umožňující zajis-
tit dostatečnou kvalitu produktu [7]. Na zajištění kvality software navážeme později. Již
z předchozí kapitoly víme, které druhy testů se používají pro jednotlivé fáze životního cyklu.
Nyní si představíme některé používané modely životního cyklu, které nám poskytnou lepší
představu nejenom o vzájemných vztazích jednotlivých fází životního cyklu, ale i o vzá-
jemných vztazích k nim příslušných testů, tak jak jdou v rámci modelu za sebou. Modely
životního cyklu si rozdělíme do dvou základních skupin:
1. Klasický model, který také můžeme nazvat modelem Vodopád
2. Iterativní model s přírůstky
Nejdříve si ukážeme nejznámější a zároveň nejstarší model Vodopád, na který existuje
mnoho modifikací, ze kterých později vznikly iterativní modely s přírůstky, ke kterým si
uvedeme spirálový model a modely životního cyklu zakončíme agilním vývojem.
2.3.1 Model vodopád
Historicky nejstarší model životního cyklu software se nazývá vodopádový. Svou oblíbenost
si získal v počátcích vzniku softwarového inženýrství po úspěšném využití při řešení řady
velkých projektů. Jeho pojmenování vychází z přirovnání posloupnosti jednotlivých fází
k protékání vody vodopádem ilustrovaným na obrázku 2.2 níže. Následující fáze může vždy
začít, jakmile je kompletně dokončena a uzavřena fáze předchozí. Uzavřením konkrétní vý-
vojové fáze vzniká příslušný dokument, který je výsledkem dané fáze. Mezi jednotlivými
fázemi je možná zpětná vazba, která je v praxi i mnohdy nezbytná. Změna v aktuální vý-
vojové fázi oproti dokumentaci fáze předchozí obnáší zahrnout změnu i v dokumentacích
předchozích fází. Model životního cyklu vodopád je monolitický, tedy fázemi se prochází
pouze jedenkrát a vše směřuje k jednomu datu nasazení celého systému. S úspěchem lze
model využít tehdy, pokud je věnováno dostatek času počátečním fázím. Jen tak lze přijít
k vyšším úsporám v pozdějších fázích životního cyklu. Odhalení a odstranění chyby v počát-
cích životního cyklu je mnohem levnější, než kdybychom stejnou chybu opravovali později
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po fázi implementace. Vzniklé modifikace Vodopádového modelu umožňují překrývání jed-
notlivých fází životního cyklu a tím i větší flexibilitu. Dřívějším zjištěním potřeby změny
v předchozí fázi umožňuje změnu promítnout již při vytváření dokumentu předchozí fáze[9].
Dále je uvedena ještě jedna varianta modifikace Vodopádového modelu, která umožňovala
prototypování, na které se následně podíváme.
Obrázek 2.2: Model životního cyklu vodopád se zpětnou vazbou, inspirováno [9]
Prototypování
Prototyp v tomto případě reprezentuje program, na kterém je možné klientovi předsta-
vit možné řešení problému v rámci fáze analýzy požadavků. Jde o částečnou implementaci,
která se většinou zaměřuje pouze na vrstvu uživatelského rozhraní. Uživatel tak může ovliv-
nit vývoj prototypu, čímž protypování zvyšuje flexibilitu zavedením iterací do fáze analýzy
požadavků. Po ukončení fáze analýzy požadavků se prototyp běžně zahazuje [6]. V někte-
rých případech se využívají jeho součásti v dalším vývoji, což znázorňuje následující obrázek
2.3.
2.3.2 Iterativní životní cykly s přírůstky
V současné době se životní cyklus typu vodopád příliš nepoužívá. Postupně ho nahrazuje
iterativní životní cyklus s přírůstky, kde iterací myslíme jasně definovanou a časově ome-
zenou posloupnost činností vedoucí k vylepšení vyvíjeného systému o přírůstek. Každou
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Obrázek 2.3: Model životního cyklu vodopád se zpětnou vazbou, překrývajícími se fázemi
a prototypováním, inspirováno [9]
iterací nám vzniká nová verze systému. Takový proces můžeme přirovnat k opakovanému
průchodu modelem vodopád, jak ilustruje obrázek 2.4 níže. Následně si představíme něk-
teré modely reprezentující iterativní životní cykly [30], [9]. Začneme klasickým spirálovým
modelem. Z nejnovějších modelů si následně uvedeme agilní vývoj.
Obrázek 2.4: Iterativní životní cyklus s přírůstky, inspirováno [9]
Spirálový model
Nyní si ukážeme jeden z představitelů iterativních modelů, který zavádí opakovanou ana-
lýzu všech rizik. Model reprezentuje spirálu, jejiž středem prochází osy dělící spirálu na čtyři
kvadranty. Spirálový model je metamodel, do kterého můžeme dosadit jiné modely životního
cyklu. Každý kvadrant obsahuje některé fáze zvoleného modelu životního cyklu. Spirálový
model znázorňuje obrázek 2.5 níže. Každý cyklus začíná sběrem nových požadavků a pláno-
váním projektu. Následující kvadrant analýza rizik posuzuje předpokládané náklady, rizika
a možný přínos. V závěru kvadrantu analýzy rizik následuje rozhodnutí o přistoupení do
dalšího kvadrantu. Kvadrant vývoje, testování a nasazení může přinést nový přírůstek,
prototyp nebo hotový produkt. Následuje posouzení zákazníkem, který může zahájit nový
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cyklus [7], [9].
Obrázek 2.5: Spirálový model životního cyklu, inspirováno [9]
Agilní vývoj
Na závěr si uvedeme novodobý životní cyklus, který postupně nabývá na oblibě především
ve firmách, které se zaměřují na vývoj systému nacházejícím se v prostředí častých změn.
Na tyto změny je třeba pružně a rychle reagovat. Z toho důvodu organizace Agile Alliance
usiluje o prosazení nových přístupů k vývoji software, kterému říkáme agilní. Hlavní zásady
agilního vývoje jsou shrnuty do manifestu, který zavádí následující priority [17], [9]:
• Jedinci a interakce před procesy a nástroji
• Fungující software před úplnou dokumentací
• Spolupráce se zákazníkem před vyjednáváním kontraktu
• Reagování na změny před dodržováním plánu projektu
I přes odlišnosti agilního životního cyklu od ostatních modelů, můžeme agilní vývoj zařa-
dit mezi iterativní modely, neboť vývoj probíhá v cyklech splňujících uživatelské příběhy
(user stories), které nahrazují běžnou fázi životního cyklu analýzu požadavků. Uživatel-
ským příběhem stanovujeme, co by měl systém na přání uživatele umět, což můžeme chá-
pat jako obdobu případů použití. Na základě stanovených uživatelských příběhů vývojový
tým stanovuje odhadem čas potřebný k jeho realizaci. Uživatel následně může stanovit
pořadí realizování uživatelských příběhů do jednotlivých iterací. Fázi životního cyklu návrh
v případě agilního vývoje nahrazujeme akceptačními testy, které vytváří testovací tým [9].
K akceptačním testům se dostaneme později.
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2.4 Zajištění kvality software
Kvalitu software si můžeme stručně definovat jako míru, do které systém, soustava kom-
ponent nebo proces splňuje specifikované požadavky, respektive jde o míru, která splňuje
zákazníkovy nebo uživatelovy potřeby a očekávání. Pro zjednodušení, nebude-li uvedeno
jinak, systémem dále budeme rozumět i soustavu komponent v jednom pojmu. K určení
míry kvality systému používáme faktory kvality. To jsou vlastnosti, které odrážejí kvalitu.
Na faktory kvality se podíváme vzápětí. Následně se seznámíme s metrikami kvality soft-
ware, kterými faktory kvality systému můžeme měřit. V závěru se dostaneme k přístupům
zajištění kvality software. Existuje mnoho různých faktorů kvality, stručně si vysvětlíme
následující vybrané [5], [29]:
• Správnost (correctness) - Správností vyjadřujeme míru, do jaké systém plní svou
zamýšlenou funkci.
• Spolehlivost (reliability) - Spolehlivostí vyjadřujeme míru očekávaného plnění funkcí
systému za stanovených podmínek po určitou dobu.
• Použitelnost (usability) - Použitelností vyjadřujeme míru úsilí potřebnou do systému
vkládat vstupy a interpretovat výstupy.
• Srozumitelnost (comprehensibility) - Srozumitelností vyjadřujeme míru úsilí po-
třebnou porozumět, jak může být funkce systému použita pro konkrétní úlohy a za
jakých podmínek používání.
• Zvládnutelnost (manageability) - Zvládnutelností vyjadřujeme míru úsilí potřebnou
se se systémem naučit pracovat.
• Integrita (integrity) - Integritou vyjadřujeme schopnost systému odolávat jak úmy-
slným tak i náhodným útokům.
• Přesnost (accuracy) - Přesností vyjadřujeme míru správnosti výsledků či účinků.
Správností výsledku myslíme především potřebný stupeň přesnosti vypočítaných hod-
not.
• Udržovatelnost (maintainability) - Udržovatelností vyjadřujeme úsilí potřebné k vy-
tvoření změny v softwaru.
• Interoperabilita (interoperability) - Interoperabilitou vyjadřujeme úsilí potřebné ke
spojení nebo spárování systému s jiným.
• Přenositelnost (portability) - Přenositelností vyjadřujeme úsilí potřebné k přenesení
systému z jednoho prostředí do druhého.
• Funkčnost (functionality) - Funkčností vyjadřujeme do jaké míry je systém schopen
manipulovat se svými atributy.
• Přiměřenost (suitability) - Přiměřeností vyjadřujeme v jaké míře existují funkce
potřebné k naplňování úkolů prostřednictvím systému.
• Shoda (compliance) - Shodou vyjadřujeme do jaké míry jsou dodrženy standardy,
konvence, právní předpisy a ustanovení v rámci činnosti systému.
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• Bezpečnost (security) - Bezpečností vyjadřujeme míru schopnosti systému zabez-
pečit neoprávněné užívání sekce s daty a neoprávněnou manipulaci s daty.
• Výkonnost (efficiency) - Výkonností vyjadřujeme míru výkonu systému v souvislosti
s množstvím využitých specifických zdrojů.
Později se s faktory kvality opět setkáme v souvislosti s automatickými testy, kde nás
budou zajímat především faktory: správnost, spolehlivost, integrita, přesnost, funkčnost,
přiměřenost, bezpečnost a výkonnost. Nyní se podíváme jakým způsobem se faktory kvality
měří a tuto část zakončíme seznámením se s přístupy k zajištění kvality.
2.4.1 Metriky kvality software
Softwarová metrika vyjadřuje míru některé vlastnosti části software nebo jeho specifikace.
Cílem je získat objektivní, reprodukovatelné a kvantifikovatelné měření, které může být
cennou informací pro plánování, které takto získává konkrétní hodnoty pro odhad nákladů
pro zabezpečení kvality software [8]. Dále se zaměříme na čtveřici metrik:
• Počet chyb na řádek zdrojového kódu
• Pokrytí kódu
• Cyklomatická složitost
• Koheze a párování
Počet chyb na řádek zdrojového kódu
Nejdříve si dle literatury [5] rozlišíme pojmy spojené s chybou:
• Klasická chyba (error), kterou rozumíme omyl nebo nedorozumění ze strany softwa-
rového inženýra. Tím může být programátor, analytik či tester. Např.: Vývojář napíše
špatný název proměnné.
• Porucha (fault) nebo také závada (defect) či ve světě software hojně používaný pojem
bug je anomálie v softwaru, která neodpovídá jeho specifikaci. První uvedený pojem
”
chyba“ se oproti závadě používá v případě zlehčení dopadu poruchy na kvalitu soft-
ware. Závady jsou tedy způsobeny lidským zapřičiněním a jsou odhaleny hodnocením
v každé fázi životního cyklu, které probíhá např.: v případě implementace testováním,
ke kterému se dostaneme později při probírání přístupů k zajištění kvality.
• Selhání (failure) je neschopnost softwarového systému nebo jeho komponenty vyko-
návat požadované funkce v rámci stanovených požadavků na výkon.
Při práci s vyvíjeným systémem nebo s jeho částí může na jeden z těchto problémů nara-
zit vývojář, tester nebo uživatel, ke kterým v tomto pořadí můžeme přiřadit typ problému.
Tedy v případě pohledu uživatele jde většinou o selhání. Porucha se pak vztahuje k pohledu
testera, který hlásí bug. V případě měření počtu chyb na řádek nás bude nyní zajímat po-
hled programátora, který má běžně přístup ke zdrojovému kódu vyvíjeného systému a může
se tak zabývat měřením počtu chyb na řádek, což prakticky dle uvedeného příkladu výše
může zjednodušeně znamenat třeba počítání kolikrát jsme napsali špatný název proměnné
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ku počtu řádku kódu v rámci měřeného úseku, čímž získáváme informaci o náchylnosti
autora kódu dělat chyby nebo informaci o míře přehlednosti úseku zdrojového kódu, který
k chybám svádí. V rámci zajištění kvality software pak můžeme uvažovat o refaktorizaci
sledovaného úseku zdrojového kódu. O refaktorizaci se zmíníme později. Tato metrika se
však dle zdroje [8] mnohem častěji používá i v dalších souvislostech. Měřením počtu chyb
na řádek můžeme vyjadřovat celkový počet hlášených bugů ku celkovému množství řádků
zdrojových kódů vyvíjeného systému. Dostaneme tak počet chyb, které se klasicky vyja-
dřují pro tisíc řádků. Stejně tak můžeme měřit množství chyb na řádek v rámci sledované
komponenty vyvíjeného systému a podobně.
Pokrytí kódu
Jak již bylo uvedeno dříve ve fázích životních cyklů, při vyvíjení software je nezbytné i jeho
testování. Pokrytí kódu můžeme považovat za jedno z prvních způsobů systematického tes-
tování softwaru. Tato metrika vyjadřuje, do jaké míry pokrýváme kód vyvíjeného systému
kódem testu. Z míry pokrytí kódu pak plyne závislost, která nám říká, že čím větší je
pokrytí kódu, tím důkladněji je vyvíjený software testován a tím existuje menší šance na
výskyt chyb než analogicky pro menší pokrytí kódu [8].
Výpočet pokrytí kódu závisí na dalších metrikách. Uvedeme si několik příkladů:
• Pokrytí třídy vyjadřuje, do jaké míry pokrýváme testem jednotlivé třídy.
• Pokrytí funkcí vyjadřuje, do jaké míry pokrýváme testem množství volaných funkcí.
• Pokrytí větvení vyjadřuje, do jaké míry pokrýváme testem jednotlivé větve v pří-
padě příkazů, ve kterých se vyskytuje podmínka, na základě které se kód větví. Na
tuto metriku navážeme vzápětí cyklomatickou složitostí.
• Pokrytí příkazů vyjadřuje, do jaké míry pokrýváme testem spouštěné příkazy.
Z uvedených příkladů si určíme nejmenší jednotku, na kterou se zaměříme a testujeme.
Z metriky pokrytí kódu pak dokážeme zjistit, kolik je potřeba jednotkových testů k ma-
ximalizaci pokrytí. Jednotkovými testy (unit testy) se budeme zabývat později. Množství
testů k maximalizaci pokrytí nám pomůže zjistit následující metrika.
Cyklomatická složitost
Již víme jaké existují úrovně pokrytí zdrojového kódu. Nyní je pro nás zajímavou metrika
určující počet možných cest naskrz zdrojovým kódem. Takové množství cest určuje cyklo-
matická složitost, kterou si níže znázorníme stavovým diagramem na obrázku 2.6. Uzly grafu
odpovídají podmínkám určených pro jednoduché větvení programu na jednotlivé bloky, ale
i pro opakované větvení, které také nazýváme cykly. Orientované hrany znázorňují pořadí
bloku příkazů. Cyklomatickou složitost lze aplikovat na výše uvedené dělení pokrytí kódu.
Tedy na třídy, funkce, větvení a příkazy.
Jedna ze strategií pro měření se nazývá testování hlavní cesty, z nichž se testují všechny
možné cesty v programu. V tom případě je počet testů roven cyklomatickému číslu pro-
gramu. Z orientovaného grafu je cykomatickou složitostí míra vyjádřena následujícím vzor-
cem:
V(g) = [počet cest mezi podmínkami] - [počet podmínek]
+ [počet nepřipojených cest mezi podmínkami]
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Obrázek 2.6: Cyklomatická složitost - stavový diagram
kde V(g) značí cyklomatickou složitost, což pro nás dále bude znamenat množství po-
třebných testovacích případů pro zvolenou část kódu. Doporučuje se, aby hodnota V(g)
nepřesáhla hodnotu deset [8].
Koheze a párování
V dnešním programování je běžnou praxí psát pro určitou funkcionalitu takový kód, který
s ní úzce souvisí. Takový kód je pak mnohem srozumitelnější a lze snadněji určit, kde
opravovat nalezenou chybu. Koheze nebo-li také soudržnost je měřítkem toho, jak úzce
spolu souvísí funkcionalita s příslušným modulem. Kohezi můžeme často vidět v kontrastu
s párováním, což je míra závislosti modulu na jiných komponentách systému. Nízkou mírou
koheze rozumíme vysokou míru závislosti, což sebou nese negativní dopad nejen na vývoj,
ale i testování [8].
2.4.2 Přístupy k zajištění kvality
Již víme, jaké existují faktory kvality a jakým způsobem je lze měřit. Nyní se podíváme,
jaké existují základní přístupy k zajištění software:
• Verifikace a validace
• Testování
• Ladění
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• Proces průběžné integrace
• CMMI
Verifikace a validace
Validací určujeme stupeň, na kterém softwarový systém skutečně splňuje všechny poža-
davky, které jsou kladeny uživatelem k uspokojení jeho potřeb. Systém, který splňuje kla-
dené požadavky uživatele, však není totéž jako systém, který vyhovuje specifikaci poža-
davků, neboť navrhované řešení může, ale také nemusí dosáhnout zamýšlených cílů. Speci-
fikací požadavků zde rozumíme dokument vznikající v závěru fáze životního cyklu analýzy
požadavků. Specifikace v takovém dokumentu jsou psány lidmi a tak mohou obsahovat
chyby. Rozlišujeme tedy systém, který splňuje skutečně své cíle a je užitečný a systém, který
je v souladu se specifikací, čímž je spolehlivý. Spolehlivost v tomto případě kontrolujeme
verifikací. Verifikací tedy ověřujeme zda implementovaný systém odpovídá jeho specifikaci.
Tyto pojmy jsou dobře vysvětleny ve zdroji [29], kterým se zde inspirujeme a můžeme v něm
dále dohledat další vzájemná vymezení mezi validací a verifikací i s příklady.
Testování
Testováním budeme rozumět aktivity, jejichž cílem je odhalení chyb. Testování se vyskytuje
v průběhu celého vývoje životního cyklu software. Výsledná kvalita produktu závisí na kva-
litě každé fáze životního cyklu software a to nejen testováním. Žádné množství testů nemůže
vynahradit špatnou kvalitu plynoucí z jiných činností. Na druhou stranu základním rysem
softwarových procesů, které produkují vysoce kvalitní produkty, je důkladně integrována
činnost testování [29]. Testováním analyzujeme dostupná data, která ověřujeme z některého
vstupu vůči očekávanému výsledku. V rámci dostupnosti dat každý test může obsahovat
jisté předpoklady, které značí podmínky, na základě kterých může být vykonán. Výsledkem
každého testů mohou být tyto 4 stavy:
• Prošel v pořádku
• Skončil chybou
• Nemohl být proveden - nebyly splněny jeho předpoklady
• Dosud nebyl proveden
Ladění
Po cyklu procesů testování se nachází proces ladění, což je proces vyhledávání, analýzy
a opravy kódu podezřelého ze závady. V rámci zajištění kvality je ladění nezbytnou součástí
opravného procesu, který se běžně nachází v rámci životního cyklu vývoje [8]. Laděním
můžeme dojít k závěrům:
• Chyba byla reprodukována a opravena - v tomto případě je vše v pořádku, pokud v ná-
sledném procesu testování není odhalen problém znovu nebo jiný způsoben vedlejším
efektem opravy.
• Chyba byla reprodukována, ale nemohla být opravena - zde se mnohdy jedná o nedo-
statečně specifikovaný požadavek klienta nebo dosažení některé technologické hranice.
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• Chyba byla reprodukována a následně označena za užitečnou vlastnost systému - zde
je na uživateli, aby se s vlastností důkladně seznámil a schválil.
• Chybu nebylo možné reprodukovat - ve většině případech je tato možnost zapřičiněna
špatným porozuměním některé vlastnosti aplikace uživatelem, který chybu hlásí.
Proces průběžné integrace
Tento proces probíhá v rámci životního cyklu integrace a nasazení, o kterém již víme, že se
během tohoto procesu skládá produkt postupně z jednotlivých komponent a zřejmě i z oprav
po procesu ladění, jak již můžeme vydedukovat z předcházejícího odstavce. Každé přidané
komponentě či opravě k výslednému systému říkáme přírůstek. Přírůstky vznikají denně
každým vývojářem, který přidal, změnil nebo opravil nějakou komponentu. Integrace kom-
ponent zpravidla probíhá automaticky pomocí nástrojů, které analyzují přírůstky, jimiž
obohacují již existující kód na sdíleném uložišti a zároveň ho udržují konzistentní. Kon-
zistence je zde podstatná, neboť se běžně stává, že více vývojářů pracuje na stejné části
zdrojového kódu, čímž mohou vznikat konflikty, které z části dokáže vyřešit nástroj pečující
o společné uložiště automaticky sám nebo konflikty musí ošetřit sám vývojář s následujícím
přírůstkem nad zdrojovým kódem, který nebyl před novou změnou aktuální. Jakmile do
něčeho zasahuje člověk, vzniká riziko chyby. Z toho důvodu v rámci zajištění kvality soft-
ware je každý přírůstek ověřován integračními testy, na které navážeme později. Integrační
testování zpravidla probíhá na odděleném serveru, na kterém se složená aplikace testuje.
Pokud selže test nového přírůstku, zavčas se tak dozvíme, že je něco v nepořádku a chybný
přírůstek zbytečně nezatěžuje další procesy testování testovacím týmem nebo neoddaluje
přijetí koncovým uživatelem. V případě včasného neodhalení chyby a její přenesení do da-
lších iterací zpravidla vede k vyšším nákladům na její odladění, neboť přírůstek v určité
oblasti navazující na chybný přírůstek je často také chybný přírůstek, čímž vznikají mnohem
vyšší nároky na odladění.
CMMI
CMMI je zkratkou z anglického Capability Maturity Model Integration, což lze volně pře-
ložit jako model stupňů zralosti. Jde o model, který v sobě integruje jisté standardy proces-
ních postupů a jejich cílů vedoucí vývojový tým ke kvalitnímu plánování a řízení projektu
odpovídající kvalitě výstupu. CMMI definuje pět úrovní zralosti [5]:
1. Počáteční (Initial) - Definované procesy nejsou vykonávány nebo pouze částečně
2. Řízená (Managed) - Stanovené řízení projektů a činnosti jsou plánované
3. Definovaná (Defined) - Postupy jsou definované, dokumentované a řízené
4. Kvantitativní řízení (Quantitatively Managed) - Kvantitativní řízení procesů a pro-
duktů
5. Optimalizující (Optimizing) - Činnosti jsou soustavně optimalizované
2.5 Testování
V této práci jsme se již s testováním mohli několikrát setkat. V rámci zajištění kvality jsme
si testování definovali, nyní tuto definici rozšíříme o jednotlivé pohledy na systém. Testování
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umíme jako proces zařadit mezi jednotlivé fáze životního cyklu. Dle popsaných vybraných
modelů životního cyklu nám již vyplynulo, že testování existuje ve více úrovních, o kterých
se následně dozvíme více. Kapitolu zakončíme přehledem testovacích technik.
2.5.1 Architektura testovaného systému
Před zahájením procesů testování je třeba mít jasno ve zvolené architektuře systému. V pří-
padě, že architektura systému chybí, během vývoje systému může mnoho lidských zdrojů
často jen nečinně přihlížet a čekat na dokončení práce druhého, na kterou by mohl navázat
svou činnost. Výsledkem těchto činností je mnohdy nepřehledný kód, se kterým může tým
jen stěží dlouhodobě pracovat. Aby každý věděl, ať už vývojář nebo tester, čím se může
v systému zabývat, je třeba si ho nejdříve uspořádat. K tomu nám slouží architektura sys-
tému, která popisuje zásady a postupy modelování systému pomocí mechanismů jako jsou
v ní použité rámce, které nám v tomto případě slouží jako referenční vývojové modely pro
jednotlivé systémové části. Tyto modely architektury rozdělují systém na vrstvy a definují
jejich vzájemné vztahy. V rámci jednotlivých vrstev vývojář i tester snadněji mohou logicky
odvodit vztahy mezi jednotlivými entitami, které dále modelují, vyvíjí či testují. Za příklad
takové architektury si můžeme uvést běžně používané MVC, což je architektura skládající
se ze tří vrstev, kde každá vrstva definuje určitou činnost na vyvíjeném systému [32]:
• Model - vrstva, jejíž entity popisují strukturu tabulek databáze, kde každá entita
odpovídá tabulce databáze, ze které na své instance mapuje její záznamy.
• View - vrstva, jejíž entity reprezentující vstupy a výstupy uživatelského rozhraní.
• Controller - vrstva, která na základě uživatelských požadavků a stavu systému, zavádí
příslušné entity, které na základě stavu rozhodují, se kterými modely se bude pracovat,
a které pohledy (view) prezentují výstup.
Během testování ke každé vrstvě přistupujeme rozdílným způsobem a používáme k tomu
určený specifický test příslušné úrovně testování, k čemuž se ještě dostaneme později.
2.5.2 Pohled na systém
Nyní v rámci testování nahlédneme na systém ve třech úrovních, které nám vymezí, co
o systému smí tester vědět. Vysvětlíme si, jaký tato znalost může mít vliv na kvalitu
testování systému. Pohledy na sytém rozdělujeme na:
• Bílá skříňka
• Černá skříňka
• Šedá skříňka
Černá skříňka (Black Box)
Na komponentu systému pohlížíme jako na černou skříňku v případě, že je pro nás zají-
mavé pouze její chování, ale už pro nás není zajímavé, co se děje uvnitř. Abychom odhalili
chování takové komponenty a mohli analyzovat jestli pracuje správně, pracujeme s jejími
vstupy a analyzujeme jejich vztah k získaným výstupům. V našem případě jde o strategii
testování, ve které při návrhu testových případů považujeme za základ vstupy a výstupy
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testované komponenty. Během volby vstupů řešíme důležitou otázku, jakou vybrat vhod-
nou sadu vstupů z množiny všech možných platných i neplatných vstupů. Musíme brát
v úvahu množství možných kombinací vstupů vůči času a prostředkům, které jsou nám
k dispozici. Nejspíš nebude vždy možné vyčerpávajícím způsobem otestovat všechny kom-
binace vstupů. Pro příklad si můžeme uvést testování komponenty s funkcí druhé mocniny,
vstupem mohou být všechna kladná čísla, která však nejsou konečná. Pokud bychom chtěli
důkladně otestovat všechny kladné vstupy, takové testování by bylo nekonečným. Z toho
důvodu je rozumným řešením nalézt takové testovací případy, které maximalizují pokrytí
možných závad s využitím dostupných zdrojů v plánovaném čase. K dosažení tohoto cíle
pomocí přístupu černé skříňky můžeme vybírat z několika metod. Velmi často se používá
i kombinace těchto metod k detekci různých typů vad. Některé metody jsou praktičtější než
ostatní. Pro objasnění principu si uvedeme dvě základní metody:
• Náhodné testování - volíme náhodné vstupní hodnoty.
• Dělení na třídě ekvivalence - volíme takové vstupní hodnoty, o kterých víme nebo se
intuitivně domníváme, že s nimi analyzovaná komponenta pracuje jinak než-li s ostat-
ními v naší testovací sadě.
Více se můžeme dozvědět v literatuře [5].
Bílá skříňka (White Box)
Oproti černé skříňce tester vidí kromě chování komponenty i její vnitřní strukturu. S přístu-
pem ke zdrojovému kódu získáváme lepší znalosti o činnosti analyzované komponenty
a můžeme tak snadněji navrhnout testovací případy s optimálněji zvolenými vstupními
daty. Bílá skříňka se v některých literaturách také objevuje pod názvem strukturální testo-
vání (structural testing) nebo take jako glass box testing [5], [8], [29]. Nevýhodou takového
testování však může být fakt, že se pohled na systém testera příliš neliší od pohledu vý-
vojáře. Testerův pohled na systém by měl být blíže pohledu uživatele, neboť právě ten
akceptuje kvalitu systému. Z toho důvodu se s testováním bílé skříňky můžeme v praxi
setkat spíše v úrovni vývojářské než-li testovací.
Šedá skříňka (Gray Box)
Kompromis mezi testováním černé a bílé skříňky nazýváme šedá skříňka. Tento pohled
na systém nám umožní, stejně jako v případě černé skříňky, vidět chování komponenty,
neumožní však už vidět všechny detaily zevnitř jako v případě bílé skříňky. Zdrojový kód
zůstává skrytý, ale známe jeho návrh, z něhož snadněji můžeme odvodit teoretické extrémy
funkcí analyzované komponenty, čímž oproti černé skříňce můžeme vytvořit za stejný čas
a se stejnými prostředky kvalitnější testovací případy, neboť naše vstupní data mohou být
snadněji určena [8].
2.5.3 Úrovně testování
Dle pohledů na systém si již umíme testovaný systém vymezit do jednotlivých úrovní,
ke kterým si nyní přiřadíme jednotlivé typy testů prováděných během celého životního
cyklu software. Úrovní zde budeme chápat jednotlivá prostředí, na kterých se testovaný
produkt nachází. Dále se budeme zabývat jednotlivými typy testování. Začneme úrovní
vývojářského prostředí s jednotkovým testováním, na které naváže integrační testování.
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V následující úrovni se setkáme se systémovým testováním, které zakončuje zákazník nebo
tester nejvyšší úrovně akceptačním testováním. V závěru si rozlišíme funkční a nefunkční
testování.
Jednotkové testování (Unit testing)
Cílem je ověření funkčnosti dílčích částí systému. Za jednotku považujeme nějakou část
systému. Jednotkou zde může být cokoliv, svou představu můžeme inspirovat příklady uve-
dené v případě metriky pokrytí kódu. Určení jednotky záleží na mnoha faktorech. V případě
objektově orientovaného programování bývá za jednotku obvykle považována třída, u které
testujeme její metody. Každý jednotkový test by měl být nezávislý na ostatních. Abychom
toho docílili můžeme si vytvořit pomocný objekt (mock object), který simuluje předpo-
kládaný kontext, ve kterém testovaná část pracuje. Jak nám možná již plyne z uvedených
potřebných činností k vytvoření takového testu, test jednotek vytváříme na úrovni vývojáře
a můžeme ho tak přiřadit k bílé skříňce. Jednotkové testy zpravidla automaticky generujeme
pomocnými nástroji, případně můžeme využít framework v architektuře našeho systému,
který s jednotkovými testy umí pracovat [29], [8].
Integrační testování (Integration testing)
Zde navážeme na proces průběžné integrace, o kterém jsme se mohli dočíst v rámci zajišťo-
vání kvality software. Víme již, že během vývoje vznikají přírůstky. Tyto přírůstky mohou
obsahovat komponenty testované pomocí jednotkových testů na nižší úrovni. Integrační tes-
tování je po jednotkovém testování následující úrovní. Na této úrovni testujeme především
vzájemnou komunikaci komponent v systému. Integrační testy připravuje testovací tým.
Testy lze připravit dvěmi základními přístupy [6], [9]:
• testování shora dolů (top-down testing)
• testování zdola nahoru (bottom-up testing)
Testováním metodou shora dolů postupně přidáváme jednotlivé komponenty systému
od kořene hierarchie. Aby test mohl proběhnout v každé fázi integračního testování, musíme
něčím nahradit chybějící komponenty. Nahrazením komponenty vzniká náhražka (stubs).
Náhražky musí být jednoduché, ale dostatečné k testování. Můžeme ji realizovat např.
zobrazením určité zprávy. Na obrázku 2.7 vidíme příklad, jakým způsobem testování shora
dolů probíhá. Výše položená komponenta vždy značí využití komponenty níže, se kterou
má nějaký funkční vztah.
Testování metodou zdola nahoru probíhá v rámci hierarchie komponent opačným způ-
sobem. Nejdříve testujeme listy, postupně se dostáváme ke kořenům. V tomto případě na-
hrazujeme chybějí komponenty dočasnou řídící komponentou, kterou opět můžeme nazvat
ovladač (driver). Obrázek 2.8 nám opět ilustruje příklad, kde můžeme vidět testování za-
čínající komponentou 3 a 5 řízené ovladačem 1, který je následně nahrazen ovladačem 2
řídícím připojených komponent 2 a 4. V konečné fázi je ovladač 2 nahrazen komponentou
reprezentující nejvyšší kořen v testovaném systému.
Systémové testování (System testing)
Na integrační testování navazuje systémové testování, které aplikaci ověřuje jako funkční
celek. V některé literatuře tento pojem můžeme také dohledat jako testování integrace sys-
tému (System integration testing). Systémové testování zahrnuje přípravu scénářů simulující
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Obrázek 2.7: Integrační testování metodou shora dolů, inspirováno [9]
Obrázek 2.8: Integrační testování metodou zdola nahoru, inspirováno [9]
různé stavy, které v praxi mohou nastat z pohledu zákazníka. Ověřování systému prová-
díme v několika etapách. Nalezené a opravené chyby opět průběžně testujeme. Součástí
této úrovně jsou jak funkční tak nefunkční testy, ke kterým dojdeme vzápětí. Systémové
testování je poslední úrovní testů, které provádíme před předáním odladěného produktu
zákazníkovi. Jednotlivé testovací scénáře bychom měli začít tvořit již od začátku vývoje
systému, neboť bez této fáze testování systému ostatní testy postrádají význam a bezporu-
chovost systému by tak mohla být významně ohrožena [5], [29].
Akceptační testování (User acceptance testing)
Jakmile předchozí úrovně testování proběhnou bez větších nedostatků, dostáváme se k po-
slednímu kroku a to k akceptačním testům zákazníka, který dle stanovených scénářů ověřuje,
zda mu výsledný produkt vyhovuje a přijme ho nebo zažádá o přepracování. Akceptační
testy běžně probíhají nad systémem nasazeným na předprodukčním prostředí, na kterém
se výsledný produkt vylaďuje, než se z takového prostředí stane produkční, na kterém vý-
sledná aplikace běží v plném provozu [5], [29]. Mezivrstvu mezi zákazníkem a vývojářskou
společností zde může tvořit i testovací tým, který je přímo oddělen od vývoje. Takový testo-
vací tým pak prochází podobným seznamovacím procesem s produktem jako zákazník, čímž
produkt lépe připraví na předání a to nejen jeho kvalitou, ale i připravou automatických
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testů, pomocí kterých může být produkt zákazníkovi prezentován.
Funkční testování (Functional testing)
Funkčními testy ověřujeme, zda aplikace plní všechny úkoly, pro které je určená dle poža-
davků zákazníka. Běžně se řídíme testováním dle případů užití, pro které tvoříme testovací
případy. Takové testovací případy běžně popisujeme jednotlivými kroky, které odpovídají
akci, u které očekáváme specifikovaný výsledek nebo chování. V případě agilního vývoje
volíme takové případy užití, které se týkají konkrétního tzv. uživatelského příběhu (user
story). Funkční testy se vyskytují na úrovni integračního, systémového a akceptačního tes-
tování [5].
Nefunkční testování (Non-functional testing)
Oproti funkčnímu existuje i nefunkční testování zabývající se vlastnostmi systému, které
nemusí přímo souviset s jeho funkcemi popsanými požadavky zákazníka, ale jsou podstatné
pro správné fungování systému. Zařadit zde můžeme testování výkonu a zátěže, ke kterému
se dostaneme později [29].
2.5.4 Testovací techniky
Nyní si ukážeme tři základní techniky testování. Začneme regresním testováním, které nás
navede na následující kapitoly o automatickém testování. Abychom vyvíjený systém do-
kázali lépe přiblížit potřebám uživatele, budeme pokračovat testováním použitelnosti. Na
závěr se dostaneme k testování výkonu systému.
Regresní testování (Regression testing)
Nalezení chyby, její následné opravení a testování pomocí stejného postupu se nazývá re-
gresní testování. K původnímu testu přidáváme další variace vstupů, abychom se ujistili,
že oprava opravdu funguje. Takové testování oprav opakujeme vždy i po každém přírůstku
v systému, abychom ověřili, zda se závada opět nevrátila. Návrat chyby může zapřičinit
zejména další programátor na stejném projektu, který dosud nezískal zkušenost, která by
mohla zavedení stejné chyby zabránit. Regresním testováním také nazýváme testování, které
provádíme automaticky pro ověření správné integrace systému po zavedení či odstranění již
výše zmíněných náhražek (stubs) a ovladačů (drivers). Regresní testování má tedy zásadní
význam pro testery z pohledu černé a bílé skříňky [6], [5], [29]. K automatickému testování
se dostaneme v další kapitole.
Testování použitelnosti (Usability testing)
Pomocí uživatelského testování zjistíme, jakým problémům na našem systému čelí jeho
skuteční uživatelé. Hlavním aktérem testování je tedy sám uživatel. Výsledkem testování
je zjištění ukazující na prvky, které nejsou pro uživatele dostatečně intuitivní. Zda se uži-
vatelé systému dokáží dobře orientovat nebo proč nejsou schopni správně vyplnit a odeslat
formulář [5], [29].
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Testování výkonu a zátěžové testy (Performance testing)
Zástupcem z kategorie nefunkčních testů jsou výkonnostní testy, které využíváme v případě
ověření výkonu systému, zda vyhovuje zátěžovým podmínkám potřeb uživatele. Pro tento
účel můžeme využít technik černé i bílé skříňky. Testem pak zjistíme, který modul se vy-
užívá nejčastěji nebo spotřebuje nejvíce výpočetního času. Pomalá odezva systému může
znamenat chybu, pokud jedna část systému běží pomaleji po integrování nového přírůstku
do systému. Hlavním cílem testu je zvýšit výkon systému [6], [5].
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Kapitola 3
Nástroje automatického testování
Existuje mnoho nástrojů umožňující vývoj a interpretaci automatických testů. Zde si uve-
deme několik oblíbených po světě rozšířených nástrojů, které by nám mohly pomoci splnit
náš úkol vytvořit automatické testování webových aplikací. Začneme nejznámějším ověře-
ným nástrojem, se kterým se můžeme ve firmách běžně setkat. Tímto nástrojem je Selenium.
Pokračovat budeme nástrojem Codeception, které naše známé Selenium rozšiřuje. Pro ma-
povou aplikaci bychom mohli využít i nástroj Sikuli orientující se po webové stránce pomocí
obrázkových vzorů, který si představíme v závěru kapitoly.
3.1 Selenium
Selenium je sada nástrojů speciálně zaměřených pro automatizaci webových prohlížečů.
Skládá se z komponent Selenium IDE, Selenium RC, Selenium WebDriver a Selenium Grid,
které si dále popíšeme. Tyto nástroje jsou vyvinuty v Javě, vybavení testera je tedy snadno
přenositelné mezi jednotlivými platformami [24].
3.1.1 Selenium IDE
Selenium IDE (Integrated Development Environment) je nástroj integrovaný v prohlížeči
Firefox jako jeho doplněk, který můžeme využít k vytvoření testovacích případů záznamo-
vým způsobem. Práce v něm je jednoduchá. V tomto doplňku prohlížeče spustíme nahrávání
a klikáním na běžné uživatelské rozhraní interpretující webovou stránku prohlížečem Fire-
fox vytváříme záznam, který lze pomocí Selenium IDE opět přehrát. Jednotlivé činnosti
můžeme pomocí menu obsaženého v doplňku specifikovat. Těchto činností je celá řada,
kterou lze shrnout do čtyř základních akcí [20]:
• otevři stránku (open)
• klikni (click)
• ověř (verify)
• čekej (wait)
Ověřujeme a klikáme na elementy webové stránky, které můžeme nástrojem Selenium
zaměřit pomocí ID, názvu, CSS nebo XPATH. Takto vygenerovaný záznam můžeme in-
terpretovat v podobě skriptů v mnoha formátech. Využít můžeme formátu HTML, PHP,
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Java a další. Tohoto nástroje můžeme využít pro rychlou reprodukci závad [24]. Závadu
pomocí vygenerovaného skriptu můžeme snadno předvést vývojáři, který dostane za úkol
ji posoudit a opravit. Následně skript můžeme použít znovu pro naše případy testování
k ověření, zda je závada opravdu opravena. Dalším využitím nástroje může samozřejmě
být i vytváření dalších regresních testů zkoumajících systém za účelem hledání náhodných
chyb, ale pro tyto účely již mohou být lepší následující nástroje, ke kterým se dostaneme
dále.
3.1.2 Selenium RC
Selenium RC (Remote Control) je testovací nástroj na bázi dálkově ovládaného serveru
umožňující interpretovat automatické testy uživatelského rozhraní v libovolném programo-
vacím jazyce vůči jakékoliv webové stránce nad protokolem HTTP využívající JavaScript.
Oproti Selenium IDE nám Selenium RC umožňuje interpretovat webovou stránku v libo-
volném prohlížeči, který je nástrojem spuštěn k provedení testovacích případů popsaných
testem a následně ukončen, jakmile spuštěný skript některým krokem skončí. K tomu jsou
k nástroji dodány i knihovny pro zvolený programovací jazyk zvolený k naprogramování
testu [21].
3.1.3 Selenium WebDriver
Nástroj Selenium WebDriver vznikl spolu se sadou Selenia verze 2. Oproti předchozím
nástrojům WebDriver obsahuje jednodušší a stručnější programovací rozhraní, které řeší
některá omezení z předchozí verze. Cílem rozvoje nového nástroje je lepší podpora dyna-
mických webových stránek, v nichž se prvky mohou často měnit, čímž se skript stává často
nefunkční. Tento nástroj nám usnadňuje údržbu stávajících testů. WebDriver také nově
umožňuje přímé volání funkcí nativní podpory automatizace každého prohlížeče, čímž se
odlišuje od RC, které používá volání JavaScriptových funkcí. Co vše takové funkce podpo-
rují závisí na použitém prohlížeči [22].
3.1.4 Selenium Grid
Selenium Grid jde oproti svým předchůdcům ještě dál. Nástroj umožňuje spouštět testy na
různých strojích vůči různým prohlížečům současně. To umožňuje běh více testů najednou
na různých počítačích, operačních systémech a prohlížečích s různými verzemi, čímž značně
zkracujeme čas potřebný k provedení testu [19]. Tímto způsobem může vývojář dostat
rychlou zpětnou vazbu o kvalitě implementovaného přírůstku.
3.2 Codeception
Testovacím frameworkem Codeception navážeme na Selenium, které Codeception využívá
pro svůj základ. Codeception vlastní obdobnou sadu lokátorů pro zaměření elementů webové
stránky jako Selenium s tím rozdílem, že klade větší důraz na jejich stabilitu a tím menší
nároky na údržbu testovacích skriptů, jakmile v uživatelském rozhraní dojde k nějaké změně
vzhledem k uspořádání interpretovaných prvků. Framework obsahuje tři nástroje pro auto-
matické testování v rozdílných úrovních, které si dále popíšeme [3]. Tyto nástroje umožňují
psaní jednotkové, funkční, integrační a akceptační testy jedním stylem [4].
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3.2.1 WebGuy
Nástrojem WebGuy pohlížíme na systém jako na černou skříňku. Nemá žádnou představu
o použitém rámci, databázi, webovém serveru a použitém programovacím jazyku, ale známe
chování systému, které ověřujeme akceptačním testem, který nám nástroj WebGuy umožní
přehledně napsat a vytvořit hlášení o chybě v případě, že během interpretace testu v emulo-
vaném prohlížeči nalezne jiné chování, než se očekávalo. Akceptačními testy můžeme pokrýt
standardní, ale i složitější scénáře z pohledu uživatele. Výhodou oproti Seleniu jsou menší
nároky na údržbu, čímž je však provedení testu o něco pomalejší [4].
3.2.2 TestGuy
Také nástroj TestGuy jako zástupce funkčního testování dokáže otevřít prohlížeč, zadat
adresu, klikat na odkazy nebo odeslat formulář. Navíc umí z pohledu bílé skříňky pokrýt
další technické podrobnosti. Uvést můžeme příklady jako jsou kontrola informace vůči oče-
kávané hodnotě v databázi nebo ohlášení vyvolané výjimky, pokud dojde k chybě. Funkční
testy spouštíme bez emulace prohlížeče. V tomto případě nástroj komunikuje přímo s apli-
kací a emuluje požadavky webu a odesílání formulářů. Nad vrácenou odpovědí následně
provádíme kontroly pravdivosti výroků a přístupy k vnitřním hodnotám aplikace. Hlavní
výhodou od nástroje WebGuy jsou podrobnější zprávy, které jsou stále dostatečně srozu-
mitelné pro manažery i klienty. Výhodu vyšší rychlosti však už přebíjí o něco nižší stabilita
a absence testování JavaScriptu a AJAXu [4].
3.2.3 CodeGuy
Dostáváme se k nejnižší úrovni testů, které tento nástroj nabízí. Jednotkové testy, jak již
víme, patří z pohledu bílé skříňky do kompetence vývojáře. Jednotkou je zde jedna metoda
pro každý test. Všechny ostatní třídy a metody nahrazujeme náhražkami (stubs) podobně,
jak je tomu v integračním testování. Netestujeme však spojení mezi jednotkami. Nástroj je
velmi citlivý na změny v kódu, z toho důvodu je nezbytnou režie na údržbu. Takový test
je vhodný především pro rychlé otestování stability jádra systému [4].
3.3 Sikuli
Nástroj Sikuli automatizuje vše, co vidíme na obrazovce. Využívá rozpoznávání obrazu pro
identifikaci a kontrolu komponent uživatelského rozhraní. Sikuli lze nejen použít obdobně
jako Selenium nebo Codeception pro automatizované testování webového rozhraní, ale může
kontrolovat téměř libovolné uživatelské rozhraní, které dokáže rozpoznat. V libovolném
operačním systému zvládne kliknout na tlačítko nebo zadat text [23]. Sikuli je popsán Sikuli
Scriptem, na který navážeme. Takový script můžeme snadno upravovat a interpretovat
v Sikuli IDE, se kterým se setkáme následně. V závěru se setkáme s novým přírůstkem
Sikuli X, který je však zatím určen pouze pro experimentální účely.
3.3.1 Sikuli Script
Jádrem Sikuli Scriptu je Java knihovna doplněna o jazyk Jython, což je jazyk Python pro
platformu Java. Můžeme tedy využít libovolné syntaxe jazyka Python s plným využitím
jeho modularity. Script využíváme k automatizaci interakcí uživatelského rozhraní pomocí
obrazových vzorů [15], [14].
25
3.3.2 Sikuli IDE
Pro snadnou úpravu a běh skriptů vlastní Sikuli vlastní vývojové prostředí, které inte-
gruje snímání obrazovky a vlastní textový editor pro optimalizaci Sikuli skriptu. Všechny
řetězcové literály jsou tvořeny obrázky, kterým můžeme nastavit podobnost vůči vzoru v po-
rovnávaném uživatelském rozhraní. Takové vzory se snažíme identifikovat a použít [14].
3.3.3 Sikuli X
Sikuli X je nová experimentální větev Sikuli. Nové funkce jsou v době psaní této práce stále
pouze experimentální. Především nově zabudovaná funkce rozpoznávání textu a nové API
nemusí ještě fungovat správně na všech platformách. Dalšími novinkami je lepší přehled-
nost pomocí barevného zvýraznění textu v Sikuli vývojovém prostředí, ale můžeme již Sikuli
i snadněji integrovat v jiných vývojových prostředích. Rozpoznávací engine je nyní rychlejší
a spolehlivější. Vzorové obrázky ve skriptu můžeme nyní používat i z webu. Nově jsou pod-
porovány i klávesy Num Lock, Caps Lock, Scroll Lock a rolování kolečkem myši. Nemůžeme
přehlédnout ani možnost si vytvořit vlastní rozšíření [16].
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Kapitola 4
Návrh automatického testování
Pro každý testovací nástroj z předchozí kapitoly vytvoříme prototyp skriptu, ze kterého
budeme schopni později zvolit nejlepší variantu pro pokrytí větší části aplikace skriptem
automatického testování. Začneme vhodnou volbou testovacích případů, na základě kterých
vytvoříme skripty jednotlivých nástrojů. Jelikož nám testovaná aplikace umožňuje pouze
pohled na černou skříňku, můžeme omezit volbu nástrojů pouze na umožňující akceptační
či systémové testování. V tomto případě se nabízí jako relevantní nástroje Selenium RC
a Selenium Webdriver, kterými posléze začneme. Z repertoáru Codeception využijeme ná-
stroj WebGuy. Naše testovací případy zkusíme také pokrýt návrhem skriptu nástroje Sikuli,
které si také předvedeme na testování mapového rozhraní. Kapitolu zakončíme relevantními
zdroji referenčních dat, vůči kterým obsah uživatelského rozhraní testujeme.
4.1 Návrh testu
Vzorový test si namodelujeme na uživatelském příběhu přihlášení do systému, který rea-
lizuje případ použití přihlášení do systému nad přihlašovací stránkou, na které vytvoříme
návrhy testových případů. Přihlašovací stránka se skládá z běžných prvků:
• Uživatelské jméno
• Heslo
• Přihlašovací tlačítko
• Prvek reprezentující chybové zprávy
Navržené testové případy popisuje tabulka 4.1, kde ke každému testovému případu náleží
jedinečné číslo a očekávaný výsledek, který určuje, zda-li je výsledek testu v pořádku.
Předpokládáme existující uživatelský účet, který test využívá.
4.2 Návrh testu v nástroji automatického testování
Každý testový případ uskutečňujeme alespoň jedním krokem, které uvidíme v navržených
skriptech testovacích nástrojů. Skripty se pokusíme strukturovat po funkcích realizující
jednotlivě navržené testové případy pro snadnější srovnání čitelnosti realizací. Funkce pa-
rametrizujeme nastavitelnými hodnotami v úvodu skriptu pro snadnější porovnání nároků
na jejich údržbu.
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ID Testový případ Očekávaný výsledek
1 Načtení úvodní stránky s přihlášením Stránka se načte bez chyb
2 Uživatelské jméno je prázdné Chyba: chybí uživatelské jméno
3 Heslo je prázdné Chyba: chybí heslo
4 Neregistrované uživatelské jméno Chyba: neplatné pověření
5 Špatné heslo Chyba: neplatné pověření
6 Přihlášení bez zaškrtnutého souhlasu Nic se nestane
7 Úspěšné přihlášení Přesměrování na ovládací rozhraní systému
8 Odhlášení Přesměrování na přihlašovaní do systému
Tabulka 4.1: Testové případy pro případ použití přihlášení do systému
• Návrh testu v Selenium - Skript pro Selenium RC je uvedený v příloze 1 a skript pro
Selenium WebDriver můžeme nalézt v příloze 2.
• Návrh testu v Codeception - Skript pro Codeception WebGuy se nachází v příloze 3.
• Návrh testu v Sikuli - Sikuli skript nalezneme v příloze 4. Zde narazíme na problém
při zadávání adresy url pro načtení stránky. Problém spočívá ve vkládání některých
znaků. Tento testový případ nemůže být otestován a skript pro ostatní testové případy
předpokládá již otevřenou přihlašovací stránku.
4.3 Testování mapového rozhraní
Opět využijeme skriptování v Sikuli, pomocí kterého se pokusíme o nalezení budovy FIT
VUT na Google mapě. Naši fakultu se pokusíme vycentrovat klikáním do mapy. Takovou
realizaci skriptu můžeme vidět v příloze 5. Správnost získané polohy následně můžeme
ověřit existujícím bodem na mapě, který by se měl vedle nalezené fakulty nacházet ve
formě připraveného obrazového vzoru.
4.4 Zdroj referenčních dat
Každý test je nezbytné mít vůči čemu testovat. V testových případech můžeme psát pro
jednotlivé kroky očekávané výsledky založené na faktech vyplývajících z dokumentací nebo
z intuice testera, který v našem případě na test pohlíží jako na akceptační, což probíhá
na uživatelské úrovni, která je v takovém případě pro nás stejně referenční jako dokumen-
tace, neboť výsledek vrácený uživatelským rozhraním musí být pro uživatele intuitivním.
Jelikož je našim hlavním úkolem pro oddělení Corporate Technology společnosti Siemens
v Brně otestovat uživatelské rozhraní, které je složeno ze strukturovaných seznamů a ví-
ceúrovňových nabídek generovaných na základě výsledků asynchronních volání strukturou
JSON, můžeme takovou strukturu jako zdroj referenčních dat použít. Jelikož skripty vy-
tvořené v Selenium a Codeception můžeme popsat v PHP, výsledek asynchronních volání,
pak můžeme získat např. pomocí funkce [13]:
$JSON = file_get_contents($url);
Jako referenční data můžeme použít i data, která se vyskytují v rozdílných částech
aplikace a měly by být shodná.
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4.5 Automatické generování testu
V případě, že máme k dispozici datovou strukturu, která zahrnuje více úrovní zanoření
odpovídající větvení uživatelských nabídek s jejich seznamy interpretovaných dat v uži-
vatelském rozhraní, pak testy zaměřující se na testování nabídek společně s jejich daty
můžeme generovat automaticky dle zvolených asynchronních volání. Výsledný test nabývá
dynamické struktury získané rekurzí:
1. Klikni na položku ve struktuře nejvýše umístěné nabídky (kořenové nabídky).
2. Ověř seznam získaných nabídek v uživatelském rozhraní vůči potomkům použité po-
ložky v datové struktuře.
3. V rekurzi dále klikej na interpretované podpoložky a ověř podobným způsobem všechny
jejich nabídky a podnabídky.
29
Kapitola 5
Zvolení vhodného nástroje
automatického testování
Seznámili jsme se s dostupnými testovacími nástroji a nyní ve spolupráci s oddělením Cor-
porate Technology společnosti Siemens v Brně vybereme nejvhodnější z nich pro podporu
automatického testování webových aplikací. Určíme si vhodné metriky, které nám umožní
jednotlivé nástroje ohodnotit. Takovým metrikám dáme po diskusi váhu určující směrodat-
nost jejich ohodnocení pro závěrečné zvolení testovacího nástroje, ve kterém budeme na-
vržené řešení v předchozí kapitole implementovat. Ukážeme si, jakým způsobem je možné
Selenium 2 zprovoznit a před samotnou implementací se podíváme blíže, jak zvolený testo-
vací nástroj funguje a z jakých komponent se skládá.
5.1 Volba vhodných metrik
Testovací rámce pro podporu automatického testování ohodnotíme na základě následujícího
vybraného výčtu z již dříve definovaných metrik, který si seřadíme od váhově pro naše účely
nejvýznamnější metriky:
• Pokrytí testem - v kapitole 2 jsme si v souvislosti s testováním uvedli význam
pokrytí kódu, analogicky budeme rozumět i metrice testovacího rámce pokrytí testem,
kterou budeme vyjadřovat v případě akceptačních testů, do jaké míry jsme testovacím
rámcem schopni pokrýt možnosti uživatelského rozhraní testovaného systému.
• Spolehlivost - v našem případě vyjadřuje míru očekávaného plnění funkcí testovacího
nástroje za stanovených podmínek po určitou dobu.
• Funkčnost - v našem případě vyjadřuje, do jaké míry jsme schopni manipulovat
s jednotlivými atributy testovaného systému.
• Použitelnost - v našem případě vyjadřuje míru úsilí parametrizovat vstupní prvky
a ověřovat interpretované výstupy testovaného systému.
• Udržovatelnost - v našem případě vyjadřuje potřebné úsílí k vytvoření změny v kódu
testovacího skriptu.
• Srozumitelnost - v našem případě vyjadřuje, jak rychle se dokážeme v kódu testo-
vacího skriptu orientovat.
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• Zvládnutelnost - v našem případě vyjadřuje míru úsilí nového testera se naučit
v testovacím nástroji pracovat.
5.2 Hodnocení testovacích nástrojů
Testovací nástroje jsem ohodnotil dle uvedených vybraných metrik známkami 1 až 5, kde
jednička značí nejlepší hodnocení. Kritéria hodnocení získáme srovnáníním jednotlivých
vlastností testovacích nástrojů. Hodnoceny byly všechny již zmíněné testovací nástroje
z předchozí kapitoly Selenium, Selenium 2, WebGuy za Codeception, Sikuli a nově i Be-
hat, který si zmíníme nad rámec jen pro srozumitelnost jeho zdrojového kódu. Hodnocení
zaznamenává tabulka 5.1.
Selenium Selenium 2 Codeception Sikuli Behat
Pokrytí testem 3 1 2 4 A/N
Spolehlivost 1 1 2 3 A/N
Funkčnost 3 1 2 4 A/N
Použitelnost 2 1 4 3 A/N
Udržovatelnost 2 1 A/N 3 A/N
Srozumitelnost 4 3 2 2 1
Zvládnutelnost 3 4 2 1 A/N
Tabulka 5.1: Hodnocení testovacích nástrojů dle kritérií
5.2.1 Srovnání testovacích nástrojů
Hodnocení uvedené v tabulce výše si pro každou metriku následně odůvodníme porovnáním
zvolených testovacích nástrojů.
• Pokrytí testem - zde vítězí Selenium 2, které Selenium 1 obohacuje o další možnosti
svým rozšířením Webdriver komunikující s webovým prohlížečem prostřednictvím
jeho nativních funkcí.
Codeception rozšiřuje Selenium 2, což vede k problémům v případě, že potřebujeme
obejít případná omezení Selenium 2, tudíž dostává známku, která Codeception po-
souvá mezi nástroje Selenium 1 a Selenium 2.
Sikuli je zaměřeno obecněji nad rámec webových prohlížečů, tudíž nepokrývá většinu
možností moderního webového uživatelského rozhraní a posouvá se tak v hodnocení
na poslední místo.
• Spolehlivost - s nejlepší spolehlivostí vítězí v hodnocení oba rámce Selenium 1 a 2,
neboť spolehlivost Codeception závisí na jeho vlastní spolehlivosti a také rámce, který
Codeception rozšiřuje.
Sikuli se spolehlivostí ve své vývojové fázi zatím hodně zaostává a dalo by se říci, že
je jeho spolehlivost spíše náhodná a souvisí to doslova s kvalitou pořízeného obrázku,
který používá jako obrazový vzor hledající na uživatelském rozhraní.
• Funkčnost - obdobně jako v případě pokrytí testem můžeme hodnotit i funkčnost
jednotlivých testovacích rámců, tudíž hodnocení je v tomto případě stejné.
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• Použitelnost - nejlepší hodnocení opět dostává Selenium 2. Ve srovnání se Selenium
1 jde opět o jednoduché vysvětlení. Čím více toho rámec umí, tím je použitelnější,
což v našem případě platí, neboť Selenium 2 je Selenium 1 + Webdriver pracující
s nativními funkcemi prohlížeče.
Sikuli se se svým skriptovacím jazykem Jython umožňujícím parametrizaci vstupů
dostává tentokrát do závěsu za Selenium.
Codeception neumožňuje využití funkcí, tudíž parametrizace vstupů není možná a tes-
tovací nástroj se tak řadí na poslední místo.
• Udržovatelnost - v tomto srovnání vítězí opět Selenium 2, neboť umožňuje ve srov-
nání se Selenium 1 více aplikovat objektový přístup, čímž zkracuje kód, což může být
pro rychlou údržbu důležitým faktorem.
Udržovat kód Sikuli obnáší převážně tvorbu nových obrazových vzorů, což obnáší
zkoušení, zda-li je zvolený rozměr obrazového vzoru dostačující nebo zbytečně není
příliš velký, čímž dostáváme ze všech testovacích rámců největší režii pro provedení
změny.
Codeception je možné snadno udržovat pouze v případě, že nepotřebujeme paramet-
rizovat vstupy, protože je-li tomu tak, kód pro testovací nástroj Codeception musíme
opakovat pro každý parametr testovacího případu, čímž údržba kódu může být po-
malejší, než-li jeho odstranění a znovuvytvoření.
• Srozumitelnost - nejhorší známku zde dostává Selenium 1, neboť jednotlivé kroky
testu jsou v testovacím skriptu popsány funkcemi, jejichž parametry mohou často být
nic neříkající při jejich větším počtu, čímž se výrazně zhoršuje orientace v kódu. Tato
známka se skládá i z hodnocení, jakým způsobem používáme selektory zaměřující
element nebo skupinu elementů webové stránky. V případě Selenium 1 jsou selektory
mnohdy nic neříkající a je nezbytné mnohdy dohledávat, který element testované
webové stránky daný selektor zastupuje, pokud nepoužíváme ID selektor nebo dobře
čitelnou kombinaci CSS tříd pomocí Class selektoru. Viz. ukázka ze skriptu v příloze 1:
private $sUsernameSelector =
"//html/body/div[5]/div/div/div[3]/div/input";
private $sUsername = "automatic_test";
private $sUsernameLabelErrorCSSSelector =
"//label[@class=’usernamelabel error’]";
...
$this->type($this->sUsernameSelector, $this->sUsername);
V případě, že bychom nepoužili u proměnné sufix
”
Selector“ nebo podobné značení
nedokázali bychom určit, který parametr ve funkci zaměřuje element a který obsahuje
v tomto případě textový vstup do formulářového prvku.
Selenium 2 v tomto směru ve vývoji selektorů neudělalo žádný pokrok. Zlepšil se však
přístup k implementaci provedení kroku testu, který v Selenium 2 můžeme přehledně
zapsat pomocí objektově orientovaného přístupu, který nám na první pohled může
pomoci snadněji určit, jakým způsobem popsaný krok testu ve skriptu funguje. Viz.
ukázka ze skriptu v příloze 2:
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$this->byId($this->sUsernameIDSelector)->value($sUsername);
$this->byId($this->sPasswordIDSelector)->value($sPassword);
$this->byXPath($this->sLoginBtnSelector)->click();
O něco lépe na tom je Codeception, které jednotlivé kroky spojuje do jasně pojmeno-
vých příkazů. Pokrok zde můžeme vidět i v používání selektorů, které mají jednodu-
šší a čitelnější zápis, pomocí kterého můžeme snadněji určit reprezentovaný element
webové aplikace. Ukázka zdrojového kódu s využitím Codeception [3]:
$I->see(’New Page’);
$I->fillField(’title’, ’Hobbit’);
$I->fillField(’body’, ’By Peter Jackson’);
$I->click(’Save’);
$I->see(’page created’);
Stejné hodnocení jako Codeception dostává i Sikuli, které jednotlivé příkazy provádí
nad obrazovými vzory zastupující špatně čitelné selektory v předchozích nástrojích.
Dle obrazového vzoru ihned vidíme, který element je v něm vycentrován. Ukázku
z přílohy 4 reprezentuje obrázek 5.1 níže.
Obrázek 5.1: Test v Sikuli pro přihlášení s neplatným heslem
Nejlepší hodnocení zde dostává testovací nástroj Behat pro automatické testování,
který si díky této vlastnosti uvádíme nad rámec pro přehled, jakou cestou bychom se
měli při psaní skriptů vydávat a jakým směrem by mohl postupovat vývoj testova-
cích rámců. Behat ve spolupráci s moduly Mink a Gherkin k samotným testovacím
skriptům přidává i manažerskou složku v podobě řídícího skriptu, jehož jazyk se se
svým textovým zápisem blíží k nativnímu lidskému zápisu. Ukázka zdrojového kódu
manažerské složky v Behat [25]:
Feature: Your first feature
In order to start using Behat
As a manager or developer
I need to try
Scenario: Successfully describing scenario
Given there is something
33
When I do something
Then I should see something
Za popisem vlastnosti za klíčovým slovem
”
Feature:“ následuje scénář, jehož popis
se nachází za klíčovým slovem
”
Scenario:“. Dále pokračují klíčová slova udávající
předpoklad (Given), akci (When) a očekávaný výsledek (Then). Za každým takovým
klíčovým slovem následuje stručný popis, který identifikuje název funkce složený ze
slov popisu bez mezer. Tímto způsobem může pro příklad manažer zadat úkol a tester
ho implementuje.
• Zvládnutelnost - pro nového testera může být komplikované se naučit pracovat s tes-
tovacím nástrojem Selenium 1, protože pracovat s funkcemi již vyžaduje jistou úroveň
programátorské znalosti, kterou testeři mnohdy postrádají. Určité úsilí vyžaduje také
pochopení XPATH selektorů, které vyžadují hlubší znalosti vývoje webových aplikací.
V případě Selenium 2 by měl tester navíc ovládat i programování dle objektově ori-
entovaného návrhu, čímž Selenium 2 dostává ještě horší známku.
Naopak Codeception nabízí práci bez nutnosti navrhovat a tvořit nové funkce. S in-
tuitivně pojmenovanými příkazy a zjednodušenými selektory můžeme Codeception
ohodnotit lépe než Selenium.
Nejlépe zde hodnotíme Sikuli, protože pracovat s ním je opravdu jednoduchý a stále
jednotvárný proces, který zahrnuje zvolení správného příkazu a vytvoření obrázku
elementu webového rozhraní, nad kterým příkaz provádíme.
5.2.2 Zvolený nástroj
Ve spolupráci s oddělením Corporate Technology společnosti Siemens v Brně jsme zvolili
testovací nástroj Selenium 2, protože:
• Dosáhl nejlepšího průměrného hodnocení nad zvolenými metrikami.
• Je snadno rozšiřitelný a každé testované aplikaci můžeme vytvořit na míru vlastní
verzi testovacího rámce nad Selenium 2.
• Kód testovacího skriptu může být pro stejnou třídu webových aplikací z velké části
znovupoužitelný.
• Umožňuje parametrizaci vstupních polí.
• Je stabilní.
• Umožňuje interpretaci JavaScriptu, čímž můžeme obejít případné nedostatky testo-
vacího rámce a zároveň můžeme dojít k libovolnému předpokladu, jehož splnění je
nutné před zahájením samotného testování.
• Testovací skripty lze spouštět úkolově s využitím např. systému Jenkins, ve kterém
lze pomocí obrázku pro jednotlivé testy a webové aplikace snadno zjistit, jestli byla
objevena chyba.
Pro psaní testovacích skriptů byl oddělením Corporate Technology společnosti Siemens
v Brně schválen jazyk PHP, s jehož syntaxí se budeme v této práci setkávat.
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5.3 Instalace Selenium 2
Ke zprovoznění testovacího rámce Selenium 2 pro jazyk PHP budeme potřebovat zajistit
následující body, které si následně popíšeme:
1. Prostředí pro interpretaci jazyka PHP
2. Selenium framework
3. Selenium RC
4. Profil webového prohlížeče
5. Spuštění testovacího skriptu
Návod ke zprovoznění testovacího rámce Selenium 2 v angličtině nalezneme v příloze 6.
5.3.1 Příprava prostředí pro jazyk PHP
Nejdříve nainstalujeme PHP prostředí. Tento úkol můžeme jednoduše splnit použitím apli-
kace XAMPP, která obsahuje služby pro webové servery pod operačními systémy Windows,
Linux i OS X. Zde se můžeme setkat s balíčky Apache, MySQL, PHP a Perl. Při instalaci
z nabízených balíčků postačí zvolit jako minimum PHP. Doporučit mohu i instalaci balíčku
Apache, který nám usnadní zkoušení složitějších testovacích algoritmů jako například parso-
vání řetězců, jestli fungují dle našeho očekávání. Takové algoritmy se odlaďují dost obtížně
při běhu Selenium skriptu. Užitečný může být i balíček MySQL. V případě, že testovacím
skriptem měníme jeho počáteční předpoklady nebo-li stav aplikace a skript narazí na pro-
blém, čímž nebude dokončen, tak tyto předpoklady nejsme schopni vrátit do původního
stavu a znovuspouštění skriptu nemusí správně fungovat. Tento problém můžeme vyřešit
zadáváním stavů o průběhu testování do databáze, kterou nám MySQL nabízí [18].
5.3.2 Příprava rámce Selenium
Pro přípravu rámce Selenium existuje více cest. Uvedeme si zde dvě odzkoušené:
1. Správce balíčků PEAR (PHP Extension and Application Repository)
2. Přiložení rámce Selenium vedle testovacího skriptu
Správce balíčků PEAR vznikl za podpory PHP komunity s cílem distribuovat zno-
vupoužitelný kód k vytvoření jednoho velkého rámce [11]. Pomocí správce balíčků PEAR
postupujeme následovně:
• Otevřeme si konzoli jako admin.
• Přepneme v konzoli kontext do nainstalovaného PHP, které se v adresářové struktuře
XAMPP nachází hned mezi adresáři první úrovně.
• V adresáři PHP nalezneme správce balíčků PEAR, který použijeme k instalaci rámce
Selenium.
• Nyní použijeme příkazy v následujícím pořadí:
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pear clear-cache
pear channel-discover pear.phpunit.de
pear channel-discover components.ez.no
pear channel-discover pear.symfony.com
pear upgrade
pear pear install phpunit/PHPUnit
pear install phpunit/PHPUnit_Selenium
Selenium můžeme také zprovoznit stažením z jeho PHP Unit PEAR kanálu v sekci
PHPUnit Selenium [12]. Stažený archiv rozbalíme a přiložíme k testovacím skriptům. Ne-
výhodou tohoto řešení je přenositelnost testovacích skriptů, při které bude nezbytné pře-
nášet i jejich rámec. V případě, že budeme potřebovat testovací skripty řadit do adresářové
struktury a nebudeme chtít duplikovat i jejich rámec a případné naše vlastní rozšíření, neo-
bejdeme se bez automatické registrace tříd, která nejlépe projde celou adresářovou strukturu
rámce. Takový skript uložíme do autoload.php a může v PHP vypadat takto [10]:
function __autoload($class_name)
{
$directories = array(
’classes/’,
’classes/otherclasses/’,
);
foreach($directories as $directory)
{
if(file_exists($directory.$class_name . ’.php’))
{
require_once($directory.$class_name . ’.php’);
return;
}
}
}
Zde stačí jen přidávat adresáře do pole $directories obsahující naše třídy k automa-
tickému vkládání k našemu kódu. Soubor autoload.php budeme potřebovat zavést spolu
s našimi testy. K takovým účelům slouží soubor phpunit.xml, který obsahuje nastavení na-
šeho testování a je automaticky hledán jako konfigurační soubor v adresáři se spouštěným
skriptem. Pro naše účely zavedení skriptu autoload.php poslouží následující konfigurační
XML kód [2]:
<?xml version="1.0" encoding="utf-8" ?>
<phpunit bootstrap="./autoload.php">
<testsuites>
<testsuite name="The project’s test suite">
<directory>./tests</directory>
</testsuite>
</testsuites>
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</phpunit>
5.3.3 Příprava Selenium RC
Pokud se dostáváme k tomuto bodu, tak už jsme s přípravou testovacího nástroje téměř
hotoví. Nyní potřebujeme Selenium Renote Control (RC). Selenium RC je server v podobě
jar souboru, který ke svému běhu potřebuje Java JRE. Selenium RC můžeme stáhnout
z webových stránek Selenium [27].
5.3.4 Příprava profilu webového prohlížeče
Selenium Webdriver podporuje široký seznam prohlížečů. My si vybereme Firefox a ukážeme
si, jak si na něm připravit vlastní profil. Otevřeme si tedy příkazovou řádku a spustíme Fi-
refox s parametrem pro zobrazení správce profilů:
firefox.exe -ProfileManager -no-remote
Dosáhli jsme spuštění správcem profilů, který znázorňuje obrázek 5.2 níže. Zde si vytvoříme
nový profil a zapamatujeme si jeho název, který později použijeme při spuštění Selenium
RC. Pozor na case sensitive názvu. Nový profil si uložíme do stejného místa jako staženým
Selenium RC.
Obrázek 5.2: Správce profilů prohlížeče Firefox
5.3.5 Spuštění testovacího skriptu
Nyní budeme potřebovat dva příkazové řádky. V prvním příkazovém řádku se přepneme do
adresáře se staženým Selenium RC, který spustíme příkazem:
java -jar selenium-server-standalone-2.41.0.jar
-log selenium.log
-Dwebdriver.firefox.profile=Selenium
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Všimneme si parametru -Dwebdriver.firefox.profile=Selenium, kde nastavujeme pro-
hlížeč a jeho profil, se kterým Webdriver spolupracuje. V druhém příkazovém řádku spou-
štíme testovací skript příkazem:
phpunit scriptName.php
V případě, že bychom potřebovali zavést výše uvedený soubor autoload.php bez konfigura-
čního souboru phpunit.xml, můžeme phpunit spustit s parametrem:
phpunit scriptName.php --bootstrap autoload.php
PHPunit nyní spustí instanci webového prohlížeče se zvoleným profilem, kterému jsou
prostřednictvím Webdriver a Selenium RC interpretovány kroky spuštěného testovacího
skriptu.
5.4 Práce s nástrojem Selenium 2
Nyní se podíváme blíže na architekturu Selenium 2, na kterých komponentách je testovací
nástroj závislý. Dále nás bude zajímat, z čeho ja samotný rámec složen a jakou mají jeho
části funkci pro bližší pochopení, jak se s nástrojem pracuje. Začneme jeho nastavením po-
mocí skriptu a pokračovat budeme přehledem jednotlivých funkcí, které ovládají jednotlivé
akce prohlížeče.
5.4.1 Architektura Selenium
Testovací rámec Selenium 2 je od Selenium předělán od základu, tak aby plně splňoval
objektově orientovaný přístup. Přesto však v Selenium 2 zůstává mnohé společného z před-
chozí verze. Oba rámce rozšiřují PHP Unit testovací rámec a oba rámce používají Selenium
RC, který ovládá webový prohlížeč. Selenium RC po spuštění standardně naslouchá na
portu 4444. Selenium 2 nově používá WebDriver, který umí pracovat s libovolným běž-
ným prohlížečem. Zvolený prohlížeč vyžaduje své uvedení v setup části testovacího skriptu
a v případě využití vlastního profilu webového prohlížeče pro testování, uvedeme takový
profil i se zvoleným prohlížečem parametrem při spuštění Selenium RC, jak již bylo zmíněno
výše při jeho instalaci. Architekturu nástroje Selenium 2 reprezentuje obrázek 5.3.
5.4.2 Obsah skriptu rámce Selenium 2
Každý testovací skript je třída, kterou rozšiřujeme třídu Selenium2TestCase reprezentující
framework. Naše třída pak musí obsahovat veřejnou metodu:
public function setUp() {
$this->setHost("localhost");
$this->setPort(4444);
$this->setBrowser("firefox");
$this->setBrowserUrl("http://www.google.com");
}
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Obrázek 5.3: Diagram komponent testovacího nástroje Selenium 2
Metodami rámce setHost($host) a setPort($port) nastavujeme, kde v sítí se nachází spu-
štěný Selenium RC. Metodou setBrowser($browser) určujeme, v instanci kterého webového
prohlížeče otevíráme webovou stránku na adrese, jejiž základní (base) URL nastavujeme
metodou setBrowserUrl($baseURL).
Testy pak píšeme v testovacím skriptu do veřejných metod s prefixem test. Všechny
takové metody jsou po spuštění testovacího skriptu rámcem Selenium provedeny ve vlastní
instanci prohlížeče. Testy si mohou mezi sebou předávat parametry. Metoda popisující
test svým příkazem return vrátí hodnotu, kterou následující test příjme v parametru své
metody. Pro tento případ potřebujeme určit pořadí testů. K tomuto účelu slouží anotace
@depends testNazev, která určí závislosti mezi testy. Anotace se zpravidla uvádí před
hlavičkou metody testu, ke které náleží. Závislostí ke každému testu můžeme skládat více
pod sebou. Takové závislosti pak tvoří posloupnost testů. Podobným způsobem můžeme
testům v našem skriptu poskytnout data pomocí metody, na kterou se odvolává anotace
@dataProvider nazevMetody, která vrací pole polí, jejichž hodnoty se postupně předávají
do parametrů metody popisující test, ke které náleží uvedená anotace. Pro každou sadu
parametrů je pak volán samostatně test s novou instancí prohlížeče. Funkce poskytující
data nemusí mít takové parametry uložené pouze staticky v kódu, ale také může načítat
například csv soubor, pro který můžeme definovat iterátor vracející záznamy podobným
způsobem [28].
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5.4.3 Ovládání rámce Selenium 2
Již umíme testovací skript nastavit, nyní se podíváme, jakým způsobem lze s jeho pomocí
ovládat webový prohlížeč jako obálku webové aplikace, kterou interpretuje. Dále se podí-
váme, jaké možnosti nám nabízí pro práci s takovou webovou aplikací. Tyto možnosti si
rozdělíme na metody testovacího rámce pro selekci elementů, které webovou aplikací re-
prezentují a metody volající akce nad elementy webové aplikace. V závěru se podíváme na
metody rámce pro speciální element, který pracuje s výběrovým polem. Funkcionalita tes-
tovacího rámce Selenium 2 je rozčleněna do jeho jednotlivých tříd, které znázorňuje obrázek
5.4. Dle těchto tříd budeme následně popisovat uvedené možnosti pro práci s testovacím
rámcem. Jako zdroj pro sepsání těchto možností mi posloužil zdrojový kód rámce, pro který
zatím nevyšlo ve známost žádné API pro jazyk PHP.
Obrázek 5.4: Diagram tříd testovacího nástroje Selenium 2
Na obrázku diagramu komponent 5.3 jsme viděli, že rámec Selenium rozšiřuje rámec
PHP Unit, kterému dle diagramu tříd na obrázku 5.4 náleží třídy TestCase a Assert. Zde je
pro nás podstatnou právě třída Assert, která umožňuje do testu vkládat výroky, kde každý
výrok reprezentuje testový případ, který zahrnuje porovnání aktuální hodnoty s očekávanou
hodnotou. Výsledkem takového výroku jsou hodnoty pravda (true) nebo nepravda (false).
V případě, že dojde k výroku true, testový případ dopadl úspěšně a test tak může pokra-
čovat k dalšímu kroku. V opačném případě s hodnotou false značíme neúspěch testového
případu, čímž je pokračování testu přerušeno. Přerušení je však pouze v rámci danného
testu popsaného metodou s prefixem test. V případě, že máme i další takové metody, které
ještě neproběhly, tak testování pokračuje. Selenium po dokončení všech testů pro každý test
vypíše do konzole buď znak
”
.“ reprezentující úspěch testu nebo znak
”
E“ reprezentující
chybu, jejíž popis se objeví pod tímto řádkem příznaků o výsledcích. Seznam nejpoužíva-
nějších výroků a jejich význam pro rámec Selenium reprezentuje následující tabulka 5.2.
Další výroky můžeme nalézt ve zdroji PHP Unit Assertions [26].
Z obrázku 5.4 dále vidíme, že rámec PHP Unit je rozšiřován naším testovacím rámcem
Selenium 2 konkrétně třídou Selenium2TestCase, kterou rozšiřujeme vlastními testovacími
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Výrok Popis
assertContains() Ověřuje, zda hodnota prvního parametru je obsažena v hod-
notě druhého parametru.
assertCount() Ověřuje, zda první parametr obsahuje hodnotu vyjadřující
počet elementů obsažených v druhém parametru.
assertEmpty() Ověřuje, zda hodnota v parametru je prázdná.
assertEquals() Ověřuje, zda hodnoty v obou parametrech jsou shodné.
assertFalse() Ověřuje, zda hodnota v parametru obsahuje nepravdu.
assertNull() Ověřuje, zda hodnota v parametru není definovaná.
assertSame() Ověřuje, zda hodnoty v obou parametrech jsou shodné
včetně jejich typů.
assertSelectCount() Ověřuje, zda CSS selektor v první parametru vrací počet
elementů shodný s hodnotou v druhém parametru. Výchozí
DOM uzel je uveden v třetím parametru.
assertTrue() Ověřuje, zda hodnota v parametru obsahuje pravdu.
Tabulka 5.2: Přehled nejpoužívanějších metod rámce Selenium 2 vyjadřující výroky
skripty. Tím dostáváme přístup k metodám ovládající webový prohlížeč z třídy Session,
ze kterých si uvedeme nejdůležitější z nich v tabulce 5.3. Pojem sezení (session) je zde
zavádějící, nejde o stavová data relace dle HTTP vyšších verzí, ale pouze o data uchovávající
kontext ovládání prohlížeče pro testovací rámec.
Třída Session rozšiřuje třídu Element, která nám umožňuje práci se zaměřeným DOM
elementem. Operace na zaměřeným elementem webového prohlížeče popisuje tabulka 5.4.
K třídě element existují i metody reprezentující akce nad DOM elementem pro dotykové
obrazovky, které uvádí tabulka 5.5.
Elementy potřebujeme na webové stránce i nějak zaměřit. Tento úkol testovací rámec
plní pomocí třídy Element rozšiřující třídu Accessor, nad kterou provádíme již výše zmí-
něné selekce pomocí kritérií. Kritéria jsou zde selektory implementované metodami, které
si popíšeme tabulkou 5.6.
Třída Select rozšiřující třídu Element nám nabízí práci s výběrovými formulářovými
prvky, což prezentuje tabulka 5.7.
Užitečnou nám může být i třída Cookie, pomocí které testovací rámec přistupuje ke
Cookies. Její ovládání si reprezentujeme tabulkou 5.8.
Třída Window nám umožňuje analyzovat okno webového prohlížeče. Naše možnosti
reprezentuje tabulka 5.9.
Na závěr třída Timeouts nám umožní nastavit délku čekání mezi akcemi rámce pro-
hlížeče metodou setLastImplicitWaitValue(), což v případě pomalejšího připojení může být
užitečnou funkcí. Speciálně můžeme zvlášť ověřit metodou check(), zda předána hodnota
parametrem nepřekročila nastavený čas.
5.5 Implementace testovacího skriptu
Implementaci testovacího skriptu v nástroji Selenium 2 nalezneme v příloze 7.
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Metoda Popis
acceptAlert() Potvrdí vyskakovací nebo dialogové okno.
alertText() Vrátí text vyskakovacího okna nebo vloží text uvedený v
parametru do dialogového okna.
back() Vrátí v prohlížeči předchozí stránku v historii.
currentScreenshot() Vytvoří screenshot, jehož obrázek vrátí v BLOB struktuře
jako text.
dismissAlert() Zadá akci zrušit do vyskakovacího nebo dialogového okna.
element() Vrátí element webové stránky dle kritérií uvedených v para-
metru.
elements() Vrátí seznam elementů webové stránky vyhovujících krité-
riím uvedených v parametru.
execute() Provede kód JavaScriptu uvedený v parametru.
executeAsync() Provede kód asynchronního volání JavaScriptu uvedený v
parametru a čeká na odpověď od serveru.
forward() Přepne v prohlížeči na následující stránku v historii.
frame() Přepne rámec stránky dle paranetru udávající pro rámec
pořadí, id, název nebo zaměřený element.
moveto() Přesune kurzor myši nad element webové stránky uvedený
v parametru.
refresh() Aktualizuje stránku.
select() Pracuje s elementem webové stránky uvedeného v parametru
jako s výběrovým polem formuláře.
source() Vrátí HTML kód webové stránky.
timeouts() Umožňuje pracovat s objekty typu Timeouts.
title() Vrátí titulek stránky.
url() Přepne se na stránku uvedenou v parametru.
using() Vybere elementy webové stránky odpovídající kritériím v
parametru.
window() Přepne se do okna identifikované parametrem.
windowHandle() Vrátí identifikaci aktuálního okna webového prohlížeče.
windowHandles() Vrátí seznam identifikací všech dostupných oken webového
prohlížeče.
keys() Pošle sekvenci znaků uvedenou v parametru do aktivního
elementu.
closeWindow() Zavře aktivní okno webového prohlížeče.
close() Zavře aktivní okno webového prohlížeče a vymaže session.
Tabulka 5.3: Přehled metod rámce Selenium 2 ovládající webový prohlížeč
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Metoda Popis
attribute() Vrátí hodnotu atributu uvedeného v parametru.
clear() Vymaže obsah formulářového elementu.
click() Vyvolá akci kliknutí nad zaměřeným elementem webové
stránky.
css() Vrátí hodnotu CSS vlastnosti uvedené v parametru.
displayed() Ověří, zda je element zobrazen v rozsahu obrazovky.
enabled() Ověří, zda je element přítomen na webové stránce.
equals() Ověří, zda dva elementy jsou na webové stránce totožné.
Druhý element je předán parametrem.
location() Vrátí v poli souřadnice X a Y elementu na webové stránce.
selected() Ověří, zda přepínací nebo zaškrtávací formulářový prvek byl
zvolen.
size() Vrátí pole udávající šířku a výšku elementu na webové
stránce.
submit() Vyvolá akci odeslání formuláře.
value() Vrátí nebo připíše hodnotu formulářového prvku. Vkládaná
hodnota je uvedena v parametru.
text() Vrátí textový obsah elementu.
Tabulka 5.4: Přehled metod rámce Selenium 2 pro práci se zaměřeným DOM elementem
Metoda Popis
tap() Vyvolá akci kliknutí.
scroll() Vyvolá akci rolování.
doubletap() Vyvolá akci dvojitého kliknutí.
longtap() Vyvolá akci dlouhého kliknutí.
flick() Vyvolá akci tahu.
Tabulka 5.5: Přehled metod rámce Selenium 2 pro práci se zaměřeným DOM elementem
pro dotykové obrazovky
Metoda Popis
byClassName() Vrátí element dle jména kaskádové třídy uvedené v parame-
tru.
byCssSelector() Vrátí element dle CSS selektoru uvedeného v parametru.
byId() Vrátí element dle jedinečného ID uvedeného v parametru.
byLinkText() Vrátí element dle odkazovaného textu uvedeného v parame-
tru.
byName() Vrátí element dle atributu formulářového prvku name uve-
deného v parametru.
byTag() Vrátí element dle názvu tagu uvedeného v parametru.
byXPath() Vrátí element dle XPath uvedeného v parametru.
Tabulka 5.6: Přehled metod rámce Selenium 2 pro selekci elementu
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Metoda Popis
selectedLabel() Vrátí popisek zvolené možnosti.
selectedValue() Vrátí hodnotu zvolené možnosti.
selectedId() Vrátí ID zvolené možnosti.
selectedLabels() Vrátí seznam popisků zvolených možností.
selectedValues() Vrátí seznam hodnot zvolených možností.
selectedIds() Vrátí seznam ID zvolených možností.
selectOptionByLabel() Vybere možnost dle popisku uvedeného v parametru.
selectOptionByValue() Vybere možnost dle hodnoty uvedené v parametru.
selectOptionByCriteria() Vybere možnost odpovídající kritériím uvedených
v parametru.
selectOptionValues() Vrátí seznam hodnot možností.
selectOptionLabels() Vrátí seznam popisků možností.
clearSelectedOptions() Odstraní výběr.
Tabulka 5.7: Přehled metod rámce Selenium 2 pro práci s výběrovými formulářovými prvky
Metoda Popis
add() V Cookies přidá ke klíči uvedeného v prvním parametru data
uvedené v druhém parametru.
get() Vrátí data z Cookies dle klíče uvedeného v parametru.
remove() Odstraní záznam z Cookies dle klíče uvedeného v parametru.
clear() Vymaže celé Cookies.
Tabulka 5.8: Přehled metod rámce Selenium 2 pro práci s cookies
Metoda Popis
size() Vrátí pole s rozměry okna webového prohlížeče.
position() Vrátí pole s pozicí okna webového prohlížeče.
maximize() Maximalizuje okno webového prohlížeče.
Tabulka 5.9: Přehled metod rámce Selenium 2 pro práci s oknem webového prohlížeče
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Kapitola 6
Ověření teoretických závěrů
V předchozí kapitole jsme si představili Selenium 2. Nyní si představíme problematiku vyví-
jení testovacích skriptů, kterou se pokusíme pokrýt vhodně volenými komponentami tvořící
testovací rámec Selenium 2 s cílem vyhodnotit a nalézt nejvhodnější řešení. Vytvoříme si
vzorová řešení, kterých můžeme užít k psaní testovacích skriptů složených z jasně čitel-
ných částí kódu ve formě funkcí, kde každá funkce popisuje akci z dané problematiky, její
provedení a zajištění ověření jejího očekávaného výsledku.
6.1 Scénář
Nejdříve se pokusíme sestavit scénář reprezentující metodu skriptu s prefixem test v našem
případě testovacího rámce Selenium 2. Takový scénář je sadou kroků s cílem dosáhnout
jejich provedením stavu testované aplikace, který ověřujeme. Krokem zde rozumíme akci nad
webovým prohlížečem nebo testovanou webovou aplikací vyvolanou metodou testovacího
rámce. Sadu kroků scénáře si nazveme cestu, kterou procházíme po uživatelském rozhraní
testované aplikace s cílem takovou aplikaci pokrýt testem.
6.1.1 Testový případ a předpoklad testu
Z cílového stavu může existovat více cest vedoucích do dalších stavů nebo podstavů. Podsta-
vem budeme rozumět stav, do kterého se dostaneme změnou předpokladu před provedením
akce z předchozího stavu. Předchozí stav pro nás bude v tomto případě výchozím a záro-
veň také opět cílovým. Změny předpokladu můžeme dosáhnout libovolně dlouhou sekvencí
kroků. Krátká sekvence kroků může reprezentovat např. změnu předpokladu parametrizací
formuláře, kde takovými kroky měníme vstupy formulářových elementů webové stránky.
Můžeme si pod tím představit třeba hledání nebo filtry nad seznamy, jejichž obsah ověřu-
jeme. Delší sekvencí kroků můžeme změnit např. předpoklad reprezentující přihlášeného
uživatele. Taková sekvence obnáší odhlášení, opětovné přihlášení do aplikace pod uživatel-
ským účtem s jinou rolí a opět sekvenci kroků vedoucí do původního stavu.
Krátkou sekvenci kroků s cílem dosáhnout podstavu si nazveme testovým případem,
kterým na základě předpokladu a provedené akce ověřujeme shodu výsledku s očekáva-
ným výsledkem. Delší sekvenci kroků, která by vedla k opakování kódu testového skriptu
nazveme předpokladem testu, jehož cílem je parametrizovat celý scénář. Jak již jsme si
uvedli v předchozí kapitole, celý testový scénář reprezentovaný metodou testu, jejíž ná-
zev začíná prefixem test, můžeme parametrizovat buď metodou, na kterou ukazují anotace
@dataProvider nebo @depends.
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6.1.2 Prvky určující cestu
Testové scénáře se snažíme skládat z prvků webové aplikace, které v aplikaci představují
případ použití, jehož funkci ověřujeme kombinacemi vstupů popsanými testovými případy.
Z výše uvedeného nám plyne, že takový případ použití pokrýváme testem, ke kterému vede
cesta k dosažení jeho předpokladů. Následující cesta vedoucí k jednotlivým podstavům je
opakována v rámci testových případů. Pro zpřehlednění kódu rozlišujeme zde tři metody
testovacího skriptu složených z kroků s cílem:
1. dosáhnout stavu, který chceme otestovat
2. provést testový případ dle vstupních parametrů
3. ověřit výsledek vůči očekávanému výsledku
Takové metody můžeme v rámci své kategorie skládat. V rámci jedné cesty můžeme projít
křižovatkami, jejichž cesty mohou vést do dalších rozdílných stavů, které pro plné pokrytí
aplikace testem můžeme chtít také otestovat. V tom případě se snažíme psát dílčí cesty,
které můžeme dle potřeby skládat. Takovými uzly dělící cesty jsou prvky webové stránky
obsahující odkazy, formuláře nebo jiné akce vedoucí k webové stránce nebo podstránce
reprezentující další případy použití, jejichž uživatelské rozhraní označujeme stavem.
6.1.3 Volba parametrů
Množství testových případů odpovídá dostupným kombinacím všech vstupů formulářových
prvků v rámci případu použití testované aplikace, což se může v některých případech blížit
k nekonečnu. Jelikož délka testu nemůže být nekonečná a mnohdy potřebujeme získat vý-
sledky testů v rozumné době po přidání nového přírůstku do vyvíjené aplikace, je žádoucí
z definičního oboru našich vstupů zvolit pouze extrémní případy, které by měly vést k roz-
dílným očekávaným výstupům aplikace zahrnující i chyby. Zde každý extrém ve vstupu
může odhalit neočekávaný pád aplikace, což je cílem testu takovým výsledkům předcházet.
6.1.4 Ověření výsledku
Získaný výsledek provedením testového případu ověřujeme vůči datům, která dolujeme
z jiných částí aplikace. V případě rizika změny stavu databáze aplikace během testu jsme
nuceni získávat referenční data ihned. Nevýhodou však je prodloužení cest o opakované
přepínání mezi uživatelskými rozhraními aplikace.
6.2 Dynamický testovací kód
Po implementaci všech testových scénářů nastává fáze optimalizace našich testovacích
skriptů, kdy za účelem minimalizace kódu se stejným pokrytím aplikace testem pro snad-
nější údržbu testovacích skriptů se snažíme psát testy dynamicky, čímž se převážně testovací
skripty udržují samy. Cesty mezi stavy nepopisujeme všemi kroky, ale klademe si za cíl, aby
si test dokázal některé kroky generovat sám a to na základě dolování znalostí z aplikace
během počátečních testů, během nichž testovací skript sbírá data, na základě kterých si
testy v pokročilejší fázi částečně generuje sám. Jako příklad si můžeme uvést sběr dat
z číselníků v jedné části testované aplikace, ze kterých následně generuje testové případy
pro jinou část aplikace. V naší implementaci to pak obnáší dojít do výchozího stavu ať
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už staticky nebo dynamicky napsaným testem, pokud to povaha testovaného uživatelského
rozhraní umožňuje a určit jakým způsobem získaná data použít k testu.
6.2.1 Selektory
Elementy webové stránky zaměřujeme pomocí selektorů, jejichž výčet jsme si uvedli v před-
chozí kapitole. Nyní si uvedeme, pro které případy mohou být jednotlivé selektory vhodné
tak, aby byl testovací skript co nejlépe udržovatelný a zároveň dynamický.
Nejlepší možností je selektor zaměřující element webové stránky dle jednoznačné identi-
fikace pomocí atributu ID a to nejen pro lepší čitelnost kódu z důvodu vše říkajícího názvu
klíče popisujícího konkrétní element, ale i pro jeho údržbu, protože takový klíč vývojář
aplikace nemá většinou důvod měnit a pokud se takový element přemístí v rámci změněné
struktury webové stránky, vždy je jednoznačně adresovatelným. To však nelze říci o se-
lektoru XPATH, který v případě čitelnosti kódu svou délkou a složením výrazu mnohdy
nic nevypovídá o zaměřeném elementu a v případě údržby drobná změna HTML struktury
webové stránky může způsobit nefunkčnost testu z důvodu již neplatné adresace elementu.
Pokud element nemá nastavený atribut ID, rozumnější možností než XPATH může být
volba selektoru jednoznačně identifikovatelného pomocí kombinace CSS tříd. U formulářo-
vých elementů můžeme ze stejného důvodu jako selektor dle atributu ID aplikovat i selektor
dle atributu name.
V případě procházení elementů webového rozhraní reprezentujícího seznamy může být
nejlepší volbou selektor XPATH, jehož adresa je pro všechny položky seznamu neměnná až
na jeden uzel udávající pozici uzlu položky struktury DOM. Pro celý seznam nám pak stačí
znát jeden XPATH adresující jednu položku, jehož měnící se uzel pojmenujeme vlastním
symbolem, který pro zaměření ostatních elementů zaměňujeme postupně hodnotou z číselné
posloupnosti, čímž získáváme dynamickou adresaci.
V případě adresace vybrané položky ze seznamu může být užitečný selektor dle kombi-
nace CSS tříd z důvodu odlišně interpretované aktivní položky, která mezi ostatními CSS
třídami vlastní i CSS třídu např. active, čímž nám může vzniknout jedinečná kombinace
CSS tříd na celé webové stránce.
Všechny hodnoty selektorů uvádíme v testovacím skriptu vždy pouze jednou a to v atri-
butu testové třídy pro snadnější údržbu, kterou pro daný element takto provádíme vždy
pouze jednou v celém kódu. Takové atributy je vhodné pojmenovat dostatečně dlouhým
názvem složeným z klíčových slov jednoznačně určující element, jemuž daný selektor náleží.
Ušetříme si tak mnoho práce s údržbou testového kódu po každé změně přicházející s novou
verzí vyvíjené aplikace.
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Kapitola 7
Zhodnocení dosažených výsledků
Již máme přehled o možnostech pokrytí webové aplikace komponentami testovacího skriptu
a jakým způsobem s nimi pokrýt aplikaci testem. Nyní se zaměříme blíže na případy, pro
které jsou jednotlivé komponenty vhodné a jaké jsou jejich úskalí. Na závěr se podíváme na
možná rozšíření testovacího skriptu a testivacího rámce Selenium 2.
7.1 Dosažené výsledky
Výsledná implementace testového skriptu pokrývá většinu cest mezi případy použití. Tes-
tem tedy můžeme ověřit většinu funkčních částí aplikace. V případě nedostupnosti některé
z funkčních částí nebo odlišnosti testovaných dat od referenčních, test hlásí chybu. Během
třech hlavních testů složených z podtestů probíhá k více než tisíci kontrolám v závislosti na
množství dat v testovaném systému.
Při návrhu a implementaci testů byl kladen důraz na množství vzorových řešení, jak se
s testovacím nástrojem Selenium 2 pracuje. Při vývoji testu se soustřeďujeme také na zno-
vupoužitelnost implementovaných částí, které lze aplikovat na nové komponenty testované
aplikace a případně i na jiné aplikace.
7.2 Další možnosti rozvoje
Nabízí se nám možnosti rozvoje dvojího typu:
1. Vylepšení testovacího skriptu.
2. Rozšíření testovacího rámce o další funkce.
7.2.1 Vylepšení testovacího skriptu
Testovací skript vlastní důležitou slabinu plynoucí z vlastnosti aplikace, jejíž vyskakovací
menu obsahuje v závislosti na datech určitý počet skupin, které vyvolanou akcí postupně
rozbalíme, čímž se objeví položky, jejichž obsah ověřujeme. V případě většího počtu těchto
skupin může dojít k zobrazení ověřované položky mimo obrazovku, čímž testovací skript
nemá přístup k takovému elementu a skončí chybou, což je problém. Nabízí se tři řešení:
1. Aplikace po rozbalení skupiny položek vycentruje obrazovku, čímž se pro dostatečné
rozlišení obrazu objeví celý seznam položek. Takové řešení by mohlo zároveň udělat
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aplikaci atraktivnější pro uživatele, který by v problémovém případě nemusel rozba-
lený seznam položek rolovat, aby viděl jeho obsah.
2. Aplikace umožní jednoznačně identifikovat skupiny pomocí atributu ID nebo jedinečné
kombinace CSS tříd. Testovací skript je pro tento případ připraven voláním JavaScript
kódu, který zajistí vycentrování obrazovky na zaměřený element webové stránky.
Takové řešení je rozumným kompromisem pro usnadnění testování.
3. Testovacím skriptem vždy posuneme obraz vyvolaným JavaScript kódem o offsetovou
hodnotu. Takové řešení může zkomplikovat udržovatelnost testovacího skriptu.
7.2.2 Rozšíření testovacího rámce
Testovací rámec by se mohl dále rozvíjet dvěmi možnými směry:
• Přiblížení se k testovacímu rámci Behat rozšířením rámce Selenium 2 o řídící skript,
který může zároveň zastávat roli návrhu. Takový návrh by měl být schopen napsat
i manažer využívajících metod takového rozšíření, jejichž názvy a použití se může
blížit nativnímu lidskému jazyku. Tedy jazyku srozumitelného i pro člověka neznalého
programování. Takový návrh se může skládat ze tří základních metod vyjadřujících
předpoklady testu, provedení testu a očekávané výstupy testu. Pro možnost uvést tes-
tové případy může existovat i metoda definující seznam parametrů testu, dle kterých
je test opakovaně vykonáván do vyčerpání takového seznamu. Aby bylo test možné
dekomponovat na komponenty a využít je tak i v dalších testech, můžeme k tako-
vému rámci přidat i metody vyjadřující logické spojky
”
a“ (AND) a
”
nebo“ (OR),
kde spojka AND reprezentuje skládání komponent a spojka OR reprezentuje větvení
za určitých podmínek.
• Rozšíření rámce Selenium 2 o rámec testující dosažitelnost. Takový testovací rámec
by prohledával stavový prostor, kde stav zastupuje webová stránka a její konfigu-
raci. Mohli bychom v takovém rámci definovat seznam pro nás podstatných cest pro
vymezení, přes které cesty by bylo vhodné testem procházet. Cestu zde určujeme
provedením akce za splněných podmínek reprezentované stavem. Aby test nemusel
zkoušet jednotlivé kombinace jednotlivých formulářových vstupů, zavedeme do testo-
vacího rámce také možnost parametrizovat formuláře za splněných podmínek repre-
zentované stavem a identifikací formulářového prvku. Výsledným testem se pokoušíme
dosáhnout cílového stavu, který také rámci zadáme.
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Kapitola 8
Závěr
Cílem diplomové práce bylo navrhnout a implementovat řešení pro automatické regresní
testování mapové webové aplikace a ověřit teoretické závěry na existujícím software s cílem
vyhodnotit nejvhodnější řešení a jeho výsledky zhodnotit.
Cílem druhé kapitoly proto bylo seznámení se s principy zajištění kvality softwaru se
zaměřením na jeho testovaní. Ke splnění úkolu jsem uvedl principy, pohledy a úrovně testo-
vání plynoucí ze zajištění kvality software, k čemuž bylo potřebné se seznámit s metrikami
kvality software a s přístupy k zajištění kvality. Pro rozšíření znalostní základny byl obor tes-
tování zařazen do kontextu softwarového inženýrství, do kterého testování zapustilo kořeny
prostřednictvím životních cyklů software, k jehož fázím se vztahují jednotlivé druhy testů.
Vzájemné vztahy fází životního cyklu software byly zařazeny pod uvedené modely, z čehož
vyplynul i sled jednotlivých druhů testů.
Úkolem třetí kapitoly bylo seznámení se s možnostmi automatického testování software
a analyzovat dostupné nástroje pro podporu automatického testování webových aplikací,
k čemuž byly vybrány nástroje Selenium a na něm postavené Codeception. Pro snadnější
testování mapy byl k analýze podroben nástroj Sikuli pro jeho vlastnost rozpoznávání
obrazu.
Čtvrtá kapitola spočívala v návrhu řešení pro automatické regresní testování mapové
webové aplikace. Návrh byl uskutečněn implementací skriptů ve zvolených nástrojích. Skripty
byly implementovány dle společné předlohy, která vznikla zvolením testovacích případů nad
stránkou přihlášení pro vstup do systému. V nástroji Sikuli byla navíc navrhnuta práce
s mapou.
Pátou kapitolou jsem rozšířil podklad pro oddělení Corporate Technology společnosti
Siemens v Brně o hodnocení a srovnání testovacích nástrojů, ze kterých jsme zvolili nejvhod-
nější z nich. Ke zvolenému nástroji Selenium 2 byl napsán návod k jeho zprovoznění dvěmi
způsoby. Kapitola se dále zabývá architekturou a funkcí jednotlivých komponent testova-
cího nástroje Selenium 2 s cílem objasnit ovládání nástroje pro implementaci testovacího
skriptu.
Cílem šesté kapitoly bylo vyhodnotit nejvhodnější řešení ověřením teoretických závěrů
na existujícím software. Ke splnění úkolu jsem uvedl principy psaní scénáře pro pokrytí
případu použití aplikace testem a principy psaní dynamického testovacího kódu pro zjed-
nodušení údržby testovacích skriptů.
V sedmé kapitole byly zhodnoceny dosažené výsledky a uvedeny další možnosti rozvoje,
které byly diskutovány pro testovací skript a pro rozšíření testovacího rámce Selenium 2.
Navrhl jsem zde dvě rozšíření. Jedno rozšíření by mohlo umožnit snadnější návrh testovacích
skriptů prostřednictvím řídícího skriptu psaného jazykem srozumitelným i pro člověka ne-
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znalého programování. Druhým rozšířením by vznikl rámec testující dosažitelnost řízeným
procházením stavového prostoru testované aplikace.
Zadání bylo splněno ve všech bodech, výstupem této práce bylo navíc pro oddělení Cor-
porate Technology společnosti Siemens v Brně zvolení a zprovoznění vhodného nástroje
automatického testování a implementace testovacího skriptu s důrazem na vytvoření vzo-
rových řešení, které bude možné dále aplikovat na další aplikace.
Výsledky práce byly prezentovány na Konferenci a soutěži STUDENT EEICT 2014
a publikovány ve sborníku [33].
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Příloha A
Obsah CD
1. Návrh skriptu pro automatické testování přihlašování v Selenium - RC (složka design)
2. Návrh skriptu pro automatické testování přihlašování v Selenium - WebDriver (složka
design)
3. Návrh skriptu pro automatické testování přihlašování v Codeception - WebGuy (složka
design)
4. Návrh skriptu pro automatické testování přihlašování v Sikuli Script (složka design)
5. Návrh skriptu pro automatické testování práce s mapou v Sikuli Script (složka design)
6. Návod ke zprovoznění testovacího nástroje Selenium 2 v angličtině (složka install)
7. Implementace testovacího skriptu v nástroji Selenium 2 (složka source)
8. Text diplomové práce (složka thesis)
9. Zdrojové kódy diplomové práce v LATEX(složka thesis)
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