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ABSTRACT 
Cartography comes from the combination of two Greek words: chartismeaning map and 
graphinemeaning to write. Cartography is the study and practice of making maps, and hence a 
cartographer is an entity - human or machine - that possesses the ability of charting an area 
and presenting it in a visual form. In this case, it is an autonomous system that moves around 
on its own in a given area, avoiding obstacles, and charting the whole area into a map including 
the said obstacles as parts of the mapped area. 
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INTRODUCTION 
There was a time when men started to map areas in order to keep track of the regions 
they visited . This method soon became popular and came to be known as cartography or 
charting a map. As time passed by, through advancements of technologies, there have been 
many attempts to make automated devices that would do the map making work instead of a 
human being. Some attempts neared to success and some led to progressive state but, the 
whole process still falls under research category as it is not yet capable of handling a full-
fledged real world scenario. 
Here, we tried to follow previous researchers' footsteps and tried implementing a 
similar automated platform of our own. Due to hardware implementation limitations, our 
mapped area also needed to be following some restrictions. 
PROJECT OVERVIEW 
The basic idea surrounding the project was to develop a platform that possessed the ability 
to move around on its own in a given random space and to map the area for future references. 
The platform would be able to 
• Move in 6 directions, namely: 
o Front, 
o Front-Left 
o Front-Right 
o Back 
o Back-Left 
o Back-Right 
• Detect obstacles in its path 
• Estimate its distance from an obstacle 
• Represent a 2d map of the environment 
• Map the area using gridding techniques 
The platform would then be able to send the data acquired to a remote system that would 
instruct the platform to perform the next series of tasks, which would lead to the traversal of 
the given environment in whole. The whole project is shown using a block diagram below 
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Fig - 1: Block Diagram of t he Software Side 
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Fig - 2: Block Diagram of the Hardware Side 
BASIC CONCEPTS 
A* Search 
A* is a computer algorithm that is widely used in path finding and graph traversal, the 
process of plotting an efficiently traversable path between points, called nodes. Performance 
and accuracy wise it is a well-known widespread method. It achieves better performance by 
using heuristic. 
Manhattan Distance 
Manhattan distance between two points is the sum of the absolute differences of their 
coordinates. 
Image Processing 
In the perspective to our work here, image processing can be explained as taking an 
image or video as input and extracting as much information as possible regarding that 
image/video and further use that data for our purpose. 
Hardware Interfacing 
As most of the logical tasks are complicated, it is no way possible to embed them in a 
microcontroller. So all the complicated tasks are handled by the core computer and the 
microcontroller is only used to perform the movement tasks. So, to sync both the computer and 
the microcontroller, we used serial communication to communicate with each other. 
Occupancy Grid Mapping 
The basic idea of the occupancy grid is to represent a map of the environment as an 
evenly spaced field of binary random variables each representing the presence of an obstacle at 
that location in the environment. Occupancy grid algorithms compute approximate posterior 
estimates for these random variables. 
SOFTWARE IMPLEMENTATION 
Hardware and Software Integration : 
The movement of the car is ha nd led usi ng a PIC micro controller (PIC16F877A) and the 
necessary commands are passed to the controller th rough the pc. For handling this 
communication we utilized t he serial communication channel and used RS232 SerialCable to 
sync the micro controller with the pc's software. The codes are written in C# using the 
'System.IO.Ports' libra ry. 
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Fig - : A flow Chart Showing the Communication between the PC and the Micro Controller 
OBSTACLE DETECTION 
For detecting obstacles we used the 'EMGUCVAPI' that provided us with necessary 
functions in implementing the obstacle detection component. Here, we looked for the brightest 
points in the view area that has the highest Red channel value with Blue and Green channel 
values much lower. This did help us to find the red laser pointers but it also distracted us from 
getting the real laser pointers as the laser pointers had larger area effect with higher red 
channel values. 
~. I 
• 
Red Oafs Poslbon: 
Gleen oors POSiUon: 
Fig - 3: Obstacle Detection Using Laser Pointers 
To overcome this problem, we then detected the brightest points in the picture i.e. 
looked for pixel positions with white(RGB value of(255,255,255)) values. Now, this will easily 
detect the center white pointer as well as detect other white values too within the view area . 
Pointed in the below picture using black pointers. 
c ..... I 
Red oars Position; 
.. - --
Gleen Dors POSllion, 
Fig - 4: Obstacle detection part - 2 
To avoid such consequence we then refined our search of the pointer by first looking for 
a white value in the pixel and then looking within a pixel range just above that location for a 
higher red value where other two channels have really low values. This helped us to find the 
laser positions a bit more precise avoiding taking fake laser pointers. Pointed in the next figure 
the white pixel followed by a red pixel. 
c-. I 
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Fig - 5: Obstacle Detection part - 3 
AREA MAPPING TECHNIQUE 
For mapping the area we are utilizing the modified version of occupancy grid mapping 
technique. According to this technique, the mobile platform counts it's starting position as the 
initial state of the map and then gradually increases the mapped area while moving through the 
target enclosed area. Each cell of the mapped area holds certain information. They are: 
• X 
• Y 
• M 
II this is the x coordinate of the cell 
I I this is the y coordinate of the cell 
II This stores a value between 0-3 indicating if its unexplored, empty, visited or 
occupied 
D = Explored Cell = Occupied Cell 
= Visited Cell 
Fig - 6: Grid Mapping Technique 
AUTOMATED VEHICLE MOVEMENT PATTERN 
The vehicle follows a certain pattern while moving and mapping the area. The movement 
pattern is set according to a priority level. The levels are shown below from highest to lowest 
priority. 
• Front 
o Front-Left 
o Front-Right 
• Back 
o Back-Left 
o Back-Right 
While moving according to this pattern, the vehicle always keeps track of its direction in 
perspective to its starting direction so that sync is not lost among the cells of the mapped area. 
If the vehicle finds out that all its surrounding cells are already visited, then it sweeps its 
memory map to check if any cell is left unvisited or if it missed some spot to explore. If found 
then the vehicle uses the shortest path method to find the best way to reach the target 
position. If no more reachable and unexplored cells found, the vehicle stops mapping and 
shows the output. 
Check tor 
nora.t e)C plored 
'*1 
Run Shortest 
to 
call 
Fig - 7: (The Movement Pattern Flow Chart) 
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SHORTEST PATH CALCULATION 
Shortest path calculation is used only for finding the path from a specific cell to a target cell 
using only the visited cells. We have util ized the A* search algorithm using heuristic method 
that is developed from Manhattan distance calculation. According to this method, we are using: 
• A Priority Queue 
• A Closed List 
Initially we start by entering the specific grid into the Priority Queueand then removing it 
and placing it into a Closed Listwhile entering all the neighboring cells of the specified cell to 
the priority queue setting their parent to be the specified cell. While that we are entering the 
grid cells into priority queue, each grid has some certain information stored within it for 
accomplishing the shortest path calculation. They are: 
• Parent Node 
closed list 
• Direction 
• G 
• H 
• F 
II This stores an integer value pointing to the cell's parent placed in the 
I I This is used to store the car direction while in this grid 
I I This is the general jump cost from one cell to another 
II This is the heuristic cost found using the Manhattan method 
II This is the total cost calculated by summing up G and H 
G=Jump Cost 
H = Heuristic Cost 
F = Total Cost i.e. G + H 
= Current Grid 
• .. Destination Grid 
+ = Directions 
• =Grld inopenllst 
t =: Shows Child nodes 
Fig - 8: A * Search for Calculating Shortest Path 
HEURISTIC CALCULATION (MANHATTAN METHOD) 
Here we calculated the heuristic cost by calculating the total number of squares moved 
horizontally and vertically to reach the target square from the current square, ignoring diagonal 
movement, and ignoring any obstacles that may be in the way. 
Fig - 9: Shortest Path Calculation (Initial State) 
Now, check from the priority queue which element has the lowest 'F' cost, then remove it 
from the queue and add it to the closed list while again finding out the adjacent cells and 
adding them to the priority queue. Now, in this case, we will have to check a few things before 
adding the cell/cells to the priority queue. They are: 
o Check if the cell is reachable from the parent cell or not. 
o If reachable then check if the cell is already in the priority queue. 
o If not in the priority queue and also not present in the closed list, then add it to the 
queue while calculating all the necessary fields shown above. 
o In case the cell already exists in the queue, we will have to check if the 'G' cost to go 
from the current location to that cell is smaller than it's previous 'G' cost in perspective 
to its previous parent. 
o If the cost is bigger, then no change is needed. 
o In case the cost is smaller, then we will change the cell's parent to be the current 
cell and recalculate the 'G' cost while recalculating the direction. 
o The Algorithm stops searching for further paths when it gets to the target cell and adds 
it to the closed list or the priority queue is empty and no target cell found. In case it fails 
to find a path, then it will return 'false' while providing no closed list. 
o Now, that we have the target cell in the closed list, we back track from that cell to find 
its parent node and keep on back tracking till we can hit the initial starting cell. 
o This will give us the shortest path from the starting position to the target cell. 
G = Jump Cost 
H "" Heuristic Cost 
F = Total Cost i.e. G + H 
= Current Grid 
.. Destination Grid 
+ = Directions 
• =Gridin open list 
f =ShowsChlldnodes 
= Grid In dosed Ust 
Fig - 10: Shortest Path Calculation 
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Fig - 11: Final Result of the Shortest Path Calculation 
LIMITATION OF OUR CARTOGRAPHER 
There might be obstacles that are not square shaped in our target environment. For 
example we may have cylindrical or multi cornered objects placed in the environment. Again 
the environment the vehicle is placed in can be of a different shape. In such cases, our car will 
not efficiently plan out the area rather it may miss out some spots of the environment to be 
treated as obstacles. 
o r , = Obstacles = Positions Marked as Occupied By The Car 
Fig - 12: Limitations Faced while Mapping Using Gridding Technique 
SOFTWARE UI 
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SOFTWARE SIMULATOR 
As we were having trouble getting the hardware implemented according to our 
specif ications, we developed a simulator that simulated possible rea l world cases with obstacles 
placed and interacted w ith our main software to simulate how our main software would react 
to a rea l world scenario . This software and the main software and uses a Tep connection to 
connection to each other and uses simple instructions to communicate with each other. 
oj CartoGrapher Sumulator 1:3 
0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 
20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 
40 41 42 43 44 1 45 46 47 48 49 50 51 I 52 53 54 55 56 57 58 59 
-
60 61 62 ! 63 64 I 65 66 67 68 69 70 71 72 73 74 75 76 77 78 79 
--80 81 82 83 84 I 85 86 87 88 89 90 91 92 93 94 95 96 97 98 99 
100 101 102 103 104 105 106 107 ' 108 109 110 111 112 1113 114 115 116 117 118 119 
-
120 121 122 , 123 124 125 126 127 128 129 130 131 132! 133 11 , 1135 136 137 138 139 
140 141 142 ' 143 144 ! 145 146 147 148 149 150 151 152 1153 1 1 ~ 11155 . 156 157 158 159 
164 ' 165 1166 1168 
- 175 ! 176 177 h 78 160 161 162 163 167 169 170 171 172 173 174 179 
180 181 182 183 184 185 186 187 188 189 190 191 192 193 : 194 195 196 1 197 198 199 
200 201 202 203 204 205 206 207 , 208 1209 1210 211 212 213 1214 215 216 [217 218 219 
220 221 222 223 224 225 226 227 228 1229 230 231 232 233 234 235 236 237 238 239 
240 241 242 243 244 245 246 247 1248 249 250 251 252 253 254 255 256 257 258 259 
260 261 262 263 264 265 266 267 268 269 270 271 272 273 274 275 276 277 278 279 
280 284 285 286 287 288 289 290 291 292 293 1294 295 296 297 298 299 
-300 302 304 1305 : 306 307 308 1309 310 311 312 313 114 315 316 317 1318 319 
- 324 1325 ' 326 1327 1328 320 , 322 329 330 331 332 333 334 335 336 337 338 339 
- 1 342 l:~.~J.344 L345.1 3±7 340 348 349 350 351 352 353 354 355 356 357 358 359 
.....- ~ ~!; 360 371 372 373 374 375 376 377 378 379 
380 381 382 383 384 385 386 387 389 390 391 392 393 394 395 396 1397 398 399 
Car{x,y):18 , 10 Car Direction: Right I Sa\!~ ?.ar-3m--!':.er II Start Positio" Start Proce.ss r 
(x,y):15 " 0 Camer. Direction: left " 
TECHNOLOGIES USED 
o Visual Studio 2010 
o Used C# for coding the main interface and the simulator 
o Netbeans IDE 6.9 
o For testing components of the software separately while under development. 
o Utilized Threading for avoiding the hang ups of the GUI component & also the 
interactions between the main software and the simulator. 
o Used Com Port API for handling the interaction between the microcontroller and the 
main software. 
o Utilized TCP Connection API for handling the interaction between the server (core 
software) and the client (simulator) 
o Used a C# based generic class collection called CS. 
o Used 'EMGUCV' which is a wrapper class used to wrap the image processing library 
'OPEN SOURCE COMPUTER VISION' also known as 'OPENCV' that we used for handling 
image processing of our project 
CONCLUSION 
Successes and Failures 
From the very beginning, our primary goal was to implement an autonomous vehicle 
that will be able to move around and map an enclosed area. We successfully implemented the 
software side that can plan an area using occupancy grid mapping technique. Due to hardware 
limitations we had to make changes to our grid mapping technique i.e. instead taking a 
probabilistic value if a cell is occupied or not, we are taking a direct integer value that defines 
the cell is occupied or empty. Again, we faced problems while getting the hardware part to 
work properly due to hardware setup failures. Again, we successfully implemented shortest 
path algorithm that helped us to get the shortest path to an unvisited cell & also successfully 
embedded a way to get the final state when the car will know that it has mapped the entire 
reachable area. To overcome the failure in successfully implementing the hardware in planning 
a specific area, we implemented a simulator with which our main software interacts and plans a 
virtual area to show that it is working perfectly. 
Future Work 
We further plan on expanding our work according to some sequence. First of all, the 
current method we used for detecting obstacles has a major chance of being interfered by 
noise. Which we plan on to overcome by using a more systematic way using more complex 
algorithms like Hough Transform . For area mapping we plan on improving our current 
technique by adding additional sensors and taking overall average from all the sensors for 
getting a probabilistic value of an obstacle being present or not. Currently our software works 
for an enclosed area with a static environment. We further plan on developing this software to 
handle real world scenarios where dynamic objects are present. 
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AI.es 
using System; 
using System.Colleetions.Generie; 
using System.Linq; 
using System. Text ; 
using C5; 
II using System.Colleetions .Generie; 
namespace CartoGrapher.Class 
{ 
publieclassAI 
{ 
publicMap map; 
publicbool moveBaekOnee false ; 
public AIO 
{ 
Appendix: 
Global.GridSize = l;llinitialize a size of Grid 
II When the A.I is Initialized it will assume that the car is at location (O,O) 
Il and is facing Up Parallel to the border and is Visited 
map = newMapO; 
} 
publievoid StartProeess() IIStart 
{ 
I I Class .Global. LOgMessage = "A.!. process started"; 
while (true) 
{ 
ExploreArea 0 ; 
if (map.CurrentGrid.TopGrid.GridLocationStatus 1= Global.locationStatus.Empty && 
map .CurrentGrid.LeftGrid.GridLocationStatus != Global.locationStatus.Empty && 
map.CurrentGrid . RightGrid .GridLoeationStatus != Global.locationStatus.Empty && 
map.CurrentGrid . BottomGrid .GridLocationStatus 1= Global.locationStatus.Empty 
) 
{ 
if (Imap.MoveTo(Global.moveList.LeftFront, Global.locationStatus.Empty, false) && 
!map.MoveTo(Global.moveList.RightFront, Global. locationStatus. Empty, 
false» 
{ 
{ 
Grid grid = map.FindNearestGrid(map .CurrentGrid, Global.locationStatus.Empty); 
if (grid ! = nUll) 
{ 
grid = map.FindNearestGrid(grid, Global.locationStatus.Visited) ; 
MoveToGrid(grid); 
} 
else 
{ 
Global.tcpserver.TCPWriter(OOComplete OO ); 
Global.searchDone = true; 
return; 
} 
} 
} 
else 
{ 
if(IMoveTo(Global.moveList.LeftFront, Global.locationStatus.Empty» 
if (IMoveTo(Global.moveList.RightFront, Global.locationStatus.Empty» 
{ 
else 
} 
{ 
} 
} 
if (IMoveTo(Global.moveList.Front, Global.locationStatus.Empty» 
if (IMoveTo(Global.moveList . LeftFront, Global.locationStatus.Empty» 
if ( IMoveTo(Global . moveList.RightFront, Global . locationStatus . Empty» 
if (IMoveTo(Global.moveList.Back, Global.locationStatus.Empty» 
if (IMoveTo(Global.moveList.Back, Global.locationStatus.Visited» 
{ 
} 
} 
} 
} 
publicvoid MoveToGrid(Grid toGrid)/ / Move to a specific grid using the shortest path 
{ 
List <Global.moveList> shortestPathList = ShortestPastToGrid(toGrid); 
for (int i = 1; i < shortestPathList .Count ; i++ ) 
{ 
MoveTo(shortestPathList[ij, Global.locationStatus.Visited); 
} 
} 
privateList<Global.moveList> ShortestPastToGrid(Grid toGrid) / /find the shortest path 
between current 
//and given grid .... 
{ 
Class.Search.Solver aStarSearch = newSearch.Solver(map, toGrid); 
List <Global .moveList> shortestPathList = newList<Global.moveList >(); 
shortestPathList = aStarSearch.SolvePuzzel(); 
return shortestPathList; 
} 
publicbool MoveTo(Global.moveList direction, Global.locationStatus status) // move to a 
specified direction 
{ 
switch (direction) 
{ 
case (Global.moveList.Front): 
if (map.MoveTo(Global.moveList.Front, status , true»//if front grid is empty move up 
{ 
Control.Move(Global.moveList.Front, Global.GridSize); 
returntruej 
} 
break; 
case (Global.moveL1st.Back): 
if (map.MoveTo(Global.moveList.Back, status, true»//if back grid is empty move down 
{ 
Control.Move(Global.moveList.Back, Global.GridSize); 
returntruej 
} 
break; 
case (Global.moveList.LeftFront): 
if (map.MoveTo(Global.moveL1st.LeftFront, status, true» // if front grid is empty move 
Left Front 
{ 
Control.Move(Global.moveList.LeftFront, Global .GridSize); 
returntruej 
} 
breakj 
case (Global.movelist.RightFront): 
if (map.MoveTo(Global.moveList.RightFront , status, true»//if front grid is empty move 
RightFront 
{ 
Control.Move(Global.moveList.RightFront, Global.GridSize); 
returntrue; 
} 
break; 
case (Global.moveL1st.LeftBack): 
if (map.MoveTo(Global.moveList.LeftBack, status, true» // if front grid 1s empty move 
leftBack 
{ 
Control .Move(Global .moveList.leftBack, Global.GridSize); 
returntrue; 
} 
break; 
case (Global.moveList.RightBack): 
if (map.MoveTo(Global.moveList.RightBack, status, true»//if front grid is empty move 
RightBack 
{ 
Control.Move(Global.movelist.RightBack, Global.GridSize); 
returntrue; 
break; 
default: 
returnfalse; 
returnfalse; 
} 
} 
} 
privatevoid ExploreArea() IIExplore the Four Sides of the Area 
{ 
I IGlobal. LogMessage = •• Exploring Area ... . "; 
Grid grid = Explore (Global.Direction.Up); 
map.AddGridByDirection(Global .Di rection.Up, grid); 
grid = Explore(Global.Direction.Left); 
map.AddGridByDirection(Global.Direction.Left, grid); 
grid = Explore(Global.Direction.Right); 
map.AddGridByDirection(Global.Direction.Right, grid); 
grid = Explore(Global.Direction.Down); 
map.AddGridByDirection(Global.Direction.Down, grid); 
} 
privateGrid Explore(Global. Direction direction)llExplore given Side Of current grid 
{ 
Grid newGrid; 
newGrid = map.IsGridExplored(map . CurrentGrid.GetGridX(direction, 
map.CurrentDirection),IICheck is the Grid is Explored Before 
map.CurrentGrid.GetGridY(direction, map . CurrentDirection»; 
if (newGrid != nUll) 
{ 
IIGlobal. LogMessage = ··Grid .. + map. CurrentGrid .GetGridX(direction, map. CurrentDirection) 
+ .. , " + map.CurrentGrid.GetGridY(direction, map.CurrentDirection) + ··already 
explored . .. " ; 
return newGridj 
} 
newGrid = newGrid(map .CurrentGrid.GetGridX(direction, map.CurrentDirection), IIGet the 
grid location of the Relative to direction of the direction of the car 
map.CurrentGrid.GetGridY(direction, map.CurrentDirection»; 
Control.RotateCamara(direction); IIRotate Camera 
IIGet Location Status 
newGrid .CheckedFrom = map.CurrentGrid; 
newGrid.GridLocationStatus = 
Global.CheckForGridOccupance(Control .GetObstacleDistance(»; 
map.AddGridToMap(newGrid);11 add the grid to the map .... 
map.CurrentGrid.CheckedFrom = map .CurrentGrid; 
return newGrid ; 
} 
} 
} 
Control.cs 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System. Text; 
using System. Threadi ng; 
namespace CartoGrapher. Class 
{ 
publicstaticclassControl 
{ 
privatestaticint camaraAngle=0; 
privatestaticThread thread; 
privatestaticGlobal.Direction cameraDirection; 
privatestaticbool flag = false; 
publicstaticGlobal.Direction CameraDirection 
{ 
get { returnControl.cameraDirection; } 
set { Control . cameraDirection = value; } 
} 
publicstaticvoid initiateCommunication() 
{ 
Global . tcpserver.MessageRecieved += newSystem.EventHandler(MessageReceived); 
thread = newThread(newThreadStart(Global.tcpserver.StartListener)); 
thread.Start(); 
/ / Global. LogMessage = "Server Started"; 
} 
publicstaticvoid MessageReceived(object obj, EventArgs e) 
{ 
if (Global. tcpserver. RecievedFromClient == "done") 
{ 
flag = true; 
} 
} 
publicstaticvoid RotateCamara(Global.Direction move) 
{ 
int moveAngle = 0; 
if (move == Global.Direction.Up) 
{ 
Global. tcpserver. TCPWri ter( "camer'a, up"); 
Global.tcpserver.TCPReader(); 
if(camaraAngle!=0) 
{ 
if(camaraAngle >= lS0) 
{ 
moveAngle = 360 - camaraAngle; 
} 
else 
{ 
moveAngle 0-camaraAngle; 
} 
} 
camaraAngle = 0j 
} 
elseif (move == Global.Direction.Down) 
{ 
Global.tcpserver.TCPWriter("camera,down"); 
Global.tcpserver.TCPReader(); 
if (camaraAngle 1= lS0) 
{ 
if (camaraAngle > lS0) 
{ 
moveAngle = lS0-camaraAngle; 
} 
else 
{ 
moveAngle = camaraAngle-1S0; 
} 
} 
camaraAngle = lS0; 
} 
elseif (move == Global.Direction.Left) 
{ 
Global. tcpserver. TCPWriter( "camera, left"); 
Global.tcpserver .TCPReader(); 
if (camaraAngle != 270) 
{ 
if (camaraAngle < 90) 
{ 
moveAngle = -90; 
else 
} 
{ 
moveAngle 270-camaraAngle; 
} 
} 
camaraAngle = 270; 
} 
elseif (move == Global . Direction.Right) 
{ 
Global . tcpserver.TCPWriter("camera, right") ; 
Global.tcpserver.TCPReader(); 
if (camaraAngle 1= 90) 
{ 
if (camaraAngle -- 270) 
{ 
moveAngle = lS0; 
} 
elseif (camaraAngle 0) 
moveAngle = 90; 
else 
moveAngle -90; 
} 
camaraAngle = 90; 
} 
{ 
} 
{ 
} 
CameraDirection = move; 
} 
publicstaticdouble GetObstacleDistance() 
{ 
Global.tcpserver.TCPWriter("Get Obstacle"); 
Global . tcpserver.TCPReader(); 
returndouble . Parse(Global . tcpserver.RecievedFromClient); 
} 
publicstaticdouble GetMoveDistance() 
{ 
II 
Iistring a "asdas··; 
return e; 
/ /this function not needed 
} 
publicstaticvoid Move(Global.moveList move, double Distace) 
{ 
switch(move){ 
caseGlobal.moveList.Front: 
Global.tcpserver.TCPWriter("move, Front"); 
Global.tcpserver.TCPReader(); 
break; 
caseGlobal.moveList.Back: 
Global. tcpserver. TCPWri ter( "move, Back"); 
Global.tcpserver.TCPReader(); 
break; 
caseGlobal.moveList.LeftFront: 
Global. tcpserver. TCPWriter( "move, LeftFront"); 
Global.tcpserver.TCPReader(); 
break; 
caseGlobal.moveList.RightFront: 
Global.tcpserver.TCPWriter("move,RightFront"); 
Global.tcpserver.TCPReader(); 
break; 
caseGlobal.moveList.LeftBack: 
Global.tcpserver.TCPWriter("move, LeftBack"); 
Global.tcpserver.TCPReader(); 
break ; 
caseGlobal.moveList.RightBack: 
Global.tcpserver.TCPWriter("move,RightBack"); 
Global.tcpserver.TCPReader(); 
break; 
} 
} 
} 
} 
Global.cs 
using System; 
using System.Collections .Generic; 
using System. Linq; 
using System. Text; 
using System.Windows.Forms; 
namespace CartoGrapher. Class 
{ 
publicstaticclassGlobal 
{ 
publicstaticbool searchDone= false; 
publicstaticTCPserver tcpserver = newTCPserver(); 
privatestaticTextBox txt box; 
publicstaticTextBox Txtbox 
{ 
get { returnGlobal.txtbox; } 
set { Global.txtbox = value; } 
} 
privatestaticstring logMessage; 
publicstaticstring LogMessage 
{ 
get 
{ 
returnGlobal.logMessage; 
} 
set 
{ 
Global.logMessage value; 
LogO; 
} 
} 
delegatevoidLogcallback(); 
privatestaticvoid Log() 
{ 
if (Txtbox.InvokeRequired) 
{ 
LogCallback d = newLogCallback(Log); 
Txtbox. Invoke(d, newobject[] { }); 
else 
} 
} 
{ 
} 
Txtbox.Text logMessage + " \n " + Txtbox.Text; 
publicenummoveList 
{ 
} 
Front = 1, 
Back = 2, 
Left Front = 3, 
RightF ront = 4, 
LeftBack = 5, 
RightBack = 6 
privatestaticdouble gridSize; 
publicstaticdouble GridSize 
{ 
get { returnGlobal.gridSize; } 
set { Global.gridSize = value; } 
} 
publicenumDirection 
{ 
} 
Up = e, 
Down = 1) 
Left = 2, 
Right = 3, 
publicenumlocationStatus 
{ 
Empty = e, 
Unknown = 1, 
Occupied = 2, 
Visited = 3 
} 
publicstaticlocationStatus CheckForGridOccupance(double distance) 
{ 
if (distance >= gridSize • 2) 
returnlocationStatus.Empty; 
else 
returnlocationStatus.Occupied; 
} 
} 
} 
Grid.cs 
using System; 
using system.Collections .Generic; 
using System.Linq; 
using System. Text; 
using CS; 
namespace CartoGrapher . Class 
{ 
publicclassGrid 
{ 
privateint locationX; 
publicint LocationX 
{ 
get { return locationX; } 
set { locationX = value; } 
} 
privateint locationY; 
publicint LocationY 
{ 
get { return locationY; } 
set { locationY = value; } 
} 
privateGlobal.locationStatus gridLocationStatus Global.locationStatus.Occupied; 
publicGlobal.locationStatus GridLocationStatus 
{ 
get { return gridLocationStatus ; } 
set { gridLocationStatus = value; } 
} 
privateGrid checkedFrom; 
publicGrid Checked From 
{ 
get { return checkedFrom; } 
set { checkedFrom = value; } 
} 
privateGrid topGrid; 
publicGrid TopGrid 
{ 
get { return topGrid; } 
set { topGrid = value; } 
} 
privateGrid bottomGrid; 
publicGrid BottomGrid 
{ 
get { return bottomGrid; } 
set { bottomGrid = value; } 
} 
privateGrid leftGrid; 
publicGrid LeftGrid 
{ 
get { return leftGrid; } 
set { leftGrid = value ; } 
} 
privateGrid rightGrid; 
publicGrid RightGrid 
{ 
get { return rightGrid; } 
set { rightGrid = value; } 
} 
public Grid(int x, int y) 
{ 
} 
LocationX Xj 
LocationY = Yj 
publicint GetGridX(Global.Direction gridDirection) 
{ 
if (gridDirection== Global.Direction.Up) 
return locationX; 
elseif(gridDirection== Global .Direction.Left) 
return LocationX-l; 
elseif (gridDirection == Global.Direction .Right) 
return LocationX+l; 
else 
return LocationX; 
} 
publicint GetGridY(Global.Direction gridDirection) 
{ 
if (gridDirection == Global.Direction.Up) 
return LocationY+l ; 
elseif (gridDirection == Global.Direction.Left) 
return LocationY - 1; 
elseif (gridDirection == Global.Direction .Right) 
return LocationY + 1; 
else 
return LocationY-l; 
} 
publicint GetGridX(Global.Direction gridDirection, Global.Direction 
directionOfOjbectRelativeFromGrid) 
{ 
if (directionOfOjbectRelativeFromGrid == Global .Direction.Up) 
{ 
if (gridDirection == Global.Direction .Up) 
return LocationX; 
elseif (gridDirection == Global.Direction.Left) 
return LocationX - 1; 
elseif (gridDirection == Global.Direction.Right) 
return locationX + 1; 
else 
return LocationX; 
} 
elseif (directionOfOjbectRelativeFromGrid 
{ 
if (gridDirection == Global.Direction.Up) 
return locationX-l; 
Global.Direction.Left) 
elseif (gridDirection == Global.Direction.Left) 
return LocationX; 
elseif (gridDirection == Global.Direction.Right) 
return LocationX; 
else 
return LocationX+l; 
} 
elseif (directionOfOjbectRelativeFromGrid Global.Direction.Right) 
{ 
if (gridDirection == Global.Direction.Up) 
return LocationX + 1; 
elseif (gridDirection == Global.Direction.Left) 
return locationXj 
elseif (gridDirection Global.Direction.Right) 
return LocationX; 
else 
return LocationX l' ,
} 
else 
{ 
if (gridDirection == Global.Direction.Up) 
return LocationX j 
elseif (gridDirection Global.Direction.Left) 
return LocationX+l; 
elseif (gridDirection == Global.Direction.Right) 
return LocationX-l; 
else 
return locationX; 
} 
} 
publicint GetGridY(Global.Direction gridDirection, Global.Direction 
directionOfOjbectRelativeFromGrid) 
{ 
if (directionOfOjbectRelativeFromGrid == Global.Direction.Up) 
{ 
if (gridDirection == Global .Direction .Up) 
return LocationY+l; 
elseif (gridDirection == Global.Direction.Left) 
return LocationY; 
elseif (gridDirection Global.Direction.Right) 
return locationY; 
else 
return LocationY-l; 
} 
elseif (directionOfOjbectRelativeFromGrid 
{ 
if (gridDirection == Global.Direction.Up) 
return LocationY; 
Global.Direction . Left) 
elseif (gridDirection == Global.Direction.Left) 
return locationY-l; 
elseif (gridDirection == Global.Direction.Right) 
return LocationY+lj 
else 
return locationY; 
} 
elseif (directionOfOjbectRelativeFrOmGrid == Global.Direction.Right) 
{ 
if (gridDirection == Global.Direction.Up) 
return locationY; 
elseif (gridDirection == Global.Direction.Left) 
return locationY+l; 
elseif (gridDirection == Global .Direction.Right) 
return locationY-l; 
else 
return locationY; 
} 
else 
{ 
if (gridDirection == Global.Direction.Up) 
return LocationV-l; 
elseif (gridDirection == Global .Direction . left) 
return LocationY ; 
elseif (gridDirection == Global.Direction . Right) 
return locationY ; 
else 
return locationY+l ; 
} 
} 
} 
} 
Map.cs 
using System; 
using System .Collections,Generic; 
using System . linq; 
using System. Text; 
namespace CartoGrapher. Class 
{ 
publicclassMap 
{ 
privatelist<Grid > gridList newlist<Grid >() ; 
privateint count = 0j 
publicint Count 
{ 
get { return gridList.Count; } 
} 
privateGrid currentGrid newGrid(0, 0); 
publicGrid CurrentGrid 
{ 
get { return currentGrid; } 
set { currentGrid = value; } 
} 
privateGlobal . Direction currentDirection Global . Direction.Up; 
publicGlobal.Direction CurrentDirection 
{ 
get { return currentDirectionj } 
set { currentDirection = value; } 
} 
publicGrid IsGridExplored(int x, int y) 
{ 
for (int i = 0; i <= gridList.Count - 1; i++) 
{ 
if (gridList[i].LocationX == x && gridList[i].LocationY y) 
{ 
return gridList[i]; 
} 
} 
returnnullj 
} 
publicGrid FindNearestGrid(Grid sourceGrid,Global.locationStatus status)//checks for 
closest empty grid 
{ 
int x; 
Grid tempGrid = null; 
int distance = 1000000; 
for (x = 0; x < gridList.Count; x++) 
{ 
if (gridList[x].GridLocationStatus status) 
{ 
if (tempGrid == nUll) 
{ 
tempGrid gridList[x]; 
} 
else 
{ 
int cDistance = Math.Abs(gridList[x].LocationX - sourceGrid.LocationX) + 
Math.Abs(gridList[x].LocationY - sourceGrid.LocationY); 
if (cDistance < distance) 
{ 
distance 
tempGrid 
(Distance; 
= gridList[x] ; 
} 
} 
} 
return tempGrid; 
} 
} 
publicvoid AddGridToMap(Grid grid) 
{ 
gridList.Add(grid); 
} 
public Map() 
{ 
currentGrid = newGrid(0, 0); 
currentGrid.GridLocationStatus Global.locationStatus.Visited; 
gridList.Add(currentGrid); 
} 
public Map(Map map) 
{ 
currentGrid = map.currentGrid; 
currentGrid .GridLocationStatus = currentGrid.GridLocationStatus; 
currentDirection = map.currentDirection; 
//gridList.Add(currentGrid); 
gridList.Clear(); 
map.gridList . ForEach(delegate(Grid grid) 
{ 
gridList.Add(grid); 
}) ; 
} 
publicvoid Copy(Map map) 
{ 
currentGrid = map.currentGridj 
currentGrid.GridLocationStatus currentGrid.GridLocationStatus; 
/ /gridList .Add(currentGrid); 
currentDirection = map.currentDirection; 
gridList.Clear() ; 
map . gridList.ForEach(delegate(Grid grid) 
{ 
gridList.Add(grid); 
}); 
} 
publicvoid AddGridByDirection(Global.Direction direction, Grid grid) 
{ 
if (CurrentDirection == Global.Direction.Up) 
{ 
if (direction == Global .Direction.Up) 
CurrentGrid.TopGrid=grid; 
elseif (direction == Global.Direction.Down) 
CurrentGrid . BottomGrid=grid; 
elseif (direction == Global.Direction . Left) 
CurrentGrid.LeftGrid= grid ; 
elseif (direction == Global.Direction . Right) 
CurrentGrid.RightGrid=grid; 
} 
elseif (CurrentDirection == Global.Direction.Down) 
{ 
if (direction == Global .Direction.Up) 
CurrentGrid.BottomGrid = grid ; 
elseif (direction == Global .Direction . Down) 
CurrentGrid.TopGrid = grid; 
elseif (direction == Global.Direction.Left) 
CurrentGrid.RightGrid= grid; 
elseif (direction == Global.Direction.Right) 
CurrentGrid . LeftGrid = grid; 
} 
elseif (CurrentDirection == Global.Direction.Right) 
{ 
if (direction == Global .Direction .Up) 
CurrentGrid.RightGrid = grid; 
elseif (direction == Global.Direction .Down) 
CurrentGrid . LeftGrid = grid; 
elseif (direction == Global .Direction.Left) 
CurrentGrid .TopGrid = grid ; 
elseif (direction == Global.Direction.Right) 
CurrentGrid.BottomGrid = grid ; 
else 
} 
{ 
if (direction == Global.Direction .Up) 
CurrentGrid . LeftGrid = grid; 
elseif (direction == Global.Direction.Down) 
CurrentGrid . RightGrid = grid ; 
elseif (direction == Global.Direction.Left) 
CurrentGrid.BottomGrid = grid ; 
elseif (direction == Global.Direction.Right) 
CurrentGrid.TopGrid = grid; 
} 
} 
publicGrid GetGridByDirection(Global . moveList direction ) 
{ 
if (CurrentDirection == Global . Di rection.Up) 
{ 
if (direction == Global.moveList . Front) 
return CurrentGrid.TopGrid; 
elseif (di rection == Global .moveList . Back) 
return CurrentGrid.BottomGrid ; 
elseif (direction == Global.moveList.LeftFront ) 
if (CurrentGrid . LeftGrid.TopGrid 1= nUll) 
return CurrentGrid.LeftGrid.TopGrid ; 
else 
return CurrentGrid .TopGrid.LeftGrid ; 
elseif (direction == Global.moveList . RightFront) 
if (currentGrid.TopGrid.RightGrid 1= null) 
return CurrentGrid.TopGrid.RightGrid; 
else 
return CurrentGrid.RightGrid.TopGrid; 
elseif (direction == Global .moveList.LeftBack) 
if (CurrentGrid.BottomGrid.LeftGrid != null) 
return CurrentGrid.BottomGrid . LeftGrid ; 
else 
return CurrentGrid.LeftGrid.BottomGrid; 
elseif (direction == Global.moveList.RightBack) 
if (CurrentGrid . BottomGrid.RightGrid 1= nUll) 
return Cur rentGrid.BottomGrid.RightGrid ; 
else 
return CurrentGrid . RightGrid.BottomGrid; 
} 
elseif (CurrentDirection == Global.Direction .Down) 
{ 
if (direction == Global.moveList.Front) 
return (urrentGrid.BottomGrid; 
elseif (direction == Global.moveList.Back) 
return CurrentGrid.TopGridj 
elseif (direction == Global.moveList . LeftFront) 
if (CurrentGrid.BottomGrid.RightGrid != null) 
return CurrentGrid.BottomGrid.RightGrid; 
else 
return CurrentGrid.RightGrid.BottomGrid; 
elseif (direction == Global.moveList.RightFront) 
if (CurrentGrid . BottomGrid.LeftGrid 1= nUll) 
return CurrentGrid.BottomGrid.LeftGrid ; 
else 
return CurrentGrid.LeftGrid.BottomGrid; 
elseif (direction == Global.moveList.LeftBack) 
if (CurrentGrid.TopGrid.RightGrid 1= nUll) 
return CurrentGrid.TopGrid.RightGrid; 
else 
return CurrentGrid . RightGrid .TopGrid; 
elseif (direction == Global.moveList.RightBack) 
if (CurrentGrid.TopGrid.LeftGrid 1= nUll) 
return CurrentGrid.TopGrid.LeftGrid ; 
else 
return CurrentGrid.LeftGrid.TopGrid; 
} 
elseif (CurrentDirection == Global.Direction.Left) 
{ 
if (direction == Global.moveList.Front) 
return CurrentGrid.LeftGrid; 
elseif (direction == Global.moveList.Back) 
return CurrentGrid.RightGrid; 
elseif (direction == Global .moveList.LeftFront) 
if (CurrentGrid . BottomGrid . LeftGrid 1= nUll) 
return CurrentGrid.BottomGrid.LeftGrid ; 
else 
return CurrentGrid . LeftGrid.BottomGrid; 
elseif (direction == Global.moveList.RightFront) 
if (currentGrid.LeftGrid.TopGrid != nUll) 
return CurrentGrid.LeftGrid.TopGrid; 
else 
return CurrentGrid.TopGrid.LeftGrid; 
elseif (direction == Global.moveList.LeftBack) 
if (CurrentGrid.BottomGrid.RightGrid!= nUll) 
return CurrentGrid.BottomGrid.RightGrid; 
else 
return CurrentGrid.RightGrid.BottomGrid; 
elseif (direction == Global.moveList.RightBack) 
if (CurrentGrid.TOpGrid.RightGrid 1= null) 
return currentGrid.TopGrid.RightGrid; 
else 
return currentGrid.RightGrid.TopGrid; 
} 
else 
{ 
if (direction == Global.moveList.Front) 
return CurrentGrid.RightGrid; 
elseif (direction == Global.moveList.Back) 
return CurrentGrid.LeftGrid; 
elseif (direction == Global.moveList.LeftFront) 
if(CurrentGrid.TopGrid.RightGrid!=null) 
return CurrentGrid.TopGrid.RightGrid; 
else 
return currentGrid.RightGrid.TopGrid; 
elseif (direction == Global.moveList.RightFront) 
if (CurrentGrid.BottomGrid.RightGrid != nUll) 
return CurrentGrid.BottomGrid.RightGrid; 
else 
return CurrentGrid.RightGrid.BottomGrid; 
elseif (direction == Global.moveList.LeftBack) 
if (currentGrid .TopGrid.LeftGrid 1= nUll) 
return CurrentGrid.TopGrid.LeftGrid; 
else 
return CurrentGrid.LeftGrid.TopGrid; 
elseif (direction == Global.moveList.RightBack) 
if (currentGrid.BottomGrid.LeftGrid != nUll) 
return CurrentGrid.BottomGrid.LeftGrid; 
else 
return CurrentGrid.LeftGrid.BottomGrid; 
} 
returnnull; 
} 
//Move car to a certain direction on the map 
publicbool MoveTo(Global.moveList move, Global.locationStatus status,bool doMove) 
{ 
switch (move) 
{ 
caseGlobal.moveList.Front: 
caseGlobal.moveList.Back: 
if (GetGridByDirection(move).GridLocationStatus 
{ 
status ) 
if (doMove == true) 
{ 
CurrentGrid = GetGridByDirection(move); 
ChangeDirection(move); 
CurrentGrid .GridLocationStatus = 
Global . locationStatus.Visited; 
} 
returntrue; 
} 
break; 
caseGlobal.moveList . LeftFront : 
caseGlobal.moveList.RightFront : 
if (GetGridByDirection(Global.moveList.Front).GridLocationStatus 
Global.locationStatus.Visited) 
if (GetGridByDirection(move).GridLocationStatus == status) 
{ 
if (doMove == true) 
{ 
ChangeDirection(move); 
Global . locationStatus.Visited; 
} 
returntrue; 
} 
break; 
caseGlobal .moveList . LeftBack : 
caseGlobal .moveList . RightBack : 
CurrentGrid = GetGridByDirection(move); 
CurrentGrid .GridLocationStatus = 
if (GetGridByDirection(Global.moveList . Back) .GridLocationStatus --
Global . locationStatus.Visited) 
if (GetGridByDirection(move).GridLocationStatus == status) 
{ 
if (doMove == true) 
{ 
ChangeDirection(move); 
Global.locationStatus.Visited ; 
} 
returntruej 
} 
break; 
} 
returnfalse; 
} 
CurrentGrid = GetGridByDirection(move); 
CurrentGrid.GridLocationStatus = 
IIChange of Direction of the car relative to the grid 
privatevoid ChangeDirection(Global . moveList moveDirection) 
{ 
if (moveDirection == Global.moveList.LeftBack I I moveDirection --
Global .moveList . RightFront) 
{ 
if (currentDirection == Global.Direction.Up) 
currentDirection = Global.Direction.Right; 
elseif (currentDirection == Global.Direction.Down) 
currentDirection = Global.Direction.Left; 
elseif (currentDirection == Global.Direction . Right) 
currentDirection = Global.Direction.Down; 
else 
currentDirection = Global.Direction.Up; 
} 
elseif (moveDirection == Global .moveList.RightBack I I moveDirection --
Global.moveList.LeftFront) 
{ 
if (currentDirection == Global.Direction .Up) 
currentDirection = Global.Direction.Left; 
elseif (currentDirection == Global.Direction.Down) 
currentDirection = Global.Direction.Rightj 
elseif (currentDirection == Global .Direction.Right) 
(urrentDirection Global.Direction.Up; 
else 
currentDirection 
} 
} 
} 
} 
TCPserver.cs 
using System; 
Global .Direction.Down; 
using system.Collections.Generic; 
using System.Linq; 
using System. Text ; 
using System.Net.Sockets; 
using System.Net; 
using System.Net.Mime; 
using System.Net.Mail; 
using System.IO; 
namespace CartoGrapher. Class 
{ 
publicclassTCPserver 
{ 
publicEventHandler MessageRecieved; 
privatestring recievedFromClient null; 
public string RecievedFromClient 
{ 
get { return recievedFromClient; } 
set 
{ 
recievedFromClient = value; 
this .MessageRecieved(this, newEventArgs(»; 
} 
} 
privateTcpListener listener : null; 
publicTcpListener Listener 
{ 
get { return listener; } 
set { listener : value; } 
} 
privateTcpClient client : null; 
publicTcpClient Client 
{ 
get { return client; } 
set { client : value; } 
} 
privateNetworkStream stream null ; 
publicNetworkStream Stream 
{ 
get { return stream; } 
set { stream : value; } 
} 
privateBinaryWriter writer = null; 
publicBinaryWriter Writer 
{ 
get { return writer; } 
set { writer: value; } 
} 
privateBinaryReader reader nullj 
publicBinaryReader Reader 
{ 
get { return reader; } 
set { reader : value; } 
} 
public TCPserver() 
{ 
listener: newTcpListener(newIPAddress(newbyte[] { 127, e, e, 1 }), 120e); 
listener.Start(); 
} 
publicvoid TCPReader() 
{ 
reader: newBinaryReader(stream); 
RecievedFromClient : reader.ReadString(); 
Global.LogMessage = "Message received from client ... (" ... RecievedFromClient ... ")".; 
stream.Flush(); 
} 
publicvoid StartListener() 
{ 
while (true) 
{ 
if (client == null) 
{ 
client = listener.AcceptTcpClient (); 
stream = client.GetStream(); 
return; 
} 
} 
} 
publicvoid TCPWriter(string message) 
{ 
if (client != null) 
{ 
if(client . Connected==true) 
{ 
writer = newBinaryWriter(stream); 
writer.Write(message) ; 
Global.LogMessage = "Message sent to client . .. (" ... message ... ")".; 
} 
} 
} 
} 
} 
ComPortlnterface.cs 
using System; 
using System . Text ; 
using System. Drawing; 
using System.IO.Ports; 
using System .Wi ndows. FormS j 
IIAuthor : :PsychoCoder 
IISource: :http: //www .dreamincode.net/ forums / topic/35775-serial-port-communication-in -
c%231 
II 
namespace CartoGrapher . Class 
{ 
publicclassComPortlnterface 
{ 
publicenumTransmissionType { 
} 
Text, 
Hex 
publicenumMessageType 
{ 
} 
Incoming, 
Outgoing, 
Normal, 
Warning, 
Error 
privatestring baudRate = string . Empty; 
privatestring parity = string. Empty ; 
privatestring stopBits string. Empty; 
privatestring dataBits = string. Empty; 
private string portName = string. Empty; 
privateTransmissionType trans Type ; 
//global manager variables 
privateSerialPort comPort = newSerialPort(); 
privateRichTextBox _displaywindow; 
privateColor[] MessageColor = { Color. Blue, Color.Green, Color. Black, Color.Orange, 
Color. Red }; 
publicstring BaudRate 
{ 
get { return baud Rate; } 
set { baud Rate = value; } 
} 
publicstring Parity 
{ 
get { return parity; } 
set { parity = value; } 
} 
publicstring StopBits 
{ 
get { return stopBits; } 
set { stopBits = value; } 
} 
public string OataBits 
{ 
get { return dataBits; } 
set { dataBit s = value; } 
} 
public string PortName 
{ 
get { return portName; } 
set { portName = value ; } 
} 
publicTransmissionType CurrentTransmissionType 
{ 
get { return transType; } 
set { transType = value; } 
} 
publicRichTextBox DisplayWindow 
{ 
get { return _displaywindow; } 
set { _displaywindow = value; } 
} 
public ComPortInterface(string baud, string par, string sBits, string dBits, string name) 
{ 
baudRate = baud; 
pari ty = par; 
stopBits sBits; 
dataBits = dBits; 
port Name = name; 
comPort.DataReceived += 
newserialDataReceivedEventHandler(comPort_DataReceived); 
} 
public ComPortInterface() 
{ 
baudRate 
parity = 
stopBits 
dataBits 
portName 
= string. Empty; 
string. Empty; 
string. Empty; 
string. Empty ; 
= "COM1"; 
comPort.DataReceived+=newSerialDataReceivedEventHandler(comport_DataReceived); 
} 
publicvoid WriteData(string msg) 
{ 
switch (CurrentTransmissionType) 
{ 
caseTransmissionType.Text: 
//first make sure the port is open 
// if its not open then open it 
if (!(comPort . IsOpen == true» comPort.Open(); 
//send the message to the port 
comPort.Write(msg); 
//display the message 
DisplayData(MessageType. Outgoing, msg + "\n··); 
break; 
caseTransmissionType.Hex: 
try 
{ 
// convert the message to byte array 
byte[] newMsg = HexToByte(msg); 
// send the message to the port 
comPort.Write(newMsg, e, newMsg.Length); 
//convert back to hex and display 
DisplayData(MessageType .Outgoing, ByteToHex(newMsg) + "\ n··); 
} 
catch (FormatException ex) 
{ 
//display error message 
DisplayData(MessageType . Error, ex.Message); 
} 
finally 
break; 
default : 
{ 
} 
_displaywindow.SelectAII(); 
Ilfirst make sure the port is open 
Ilif its not open then open it 
if (!(comPort.IsOpen == true» comPort.Open(); 
Il send the message to the port 
comPort.Write(msg) ; 
Ildisplay the message 
DisplayData(MessageType.outgoing, msg + "\ n"); 
break; 
break; 
} 
} 
privatebyte[] HexToByte(string msg) 
{ 
Il remove any spaces from the string 
msg = msg.Replace(" ", ""); 
Il create a byte array the length of the 
Ilstring divided by 2 
byte[] comBuffer = newbyte[msg.length I 2]; 
Illoop through the length of the provided string 
for (int i = 0; i < msg.length; i += 2) 
Ilconvert each set of 2 characters to a byte 
Iland add to the array 
comBuffer[i I 2] = (byte)Convert . ToByte(msg .Substring(i, 2), 16); 
Ilreturn the array 
return comBufferj 
} 
private string ByteToHex(byte[] comByte) 
{ 
II create a new StringBuilder object 
StringBuilder builder = newStringBuilder(comByte.length • 3) ; 
Il loop through each byte in the array 
foreach (byte data in comByte) 
Ilconvert the byte to a string and add to the stringbuilder 
builder .Append(Convert. ToString(data, 16). Padleft( 2, . 0' ). pad Right (3, . .»; 
Ilreturn the converted value 
return builder.ToString() .ToUpper(); 
} 
[STAThread] 
privatevoid DisplayData(MessageType type, string msg) 
{ 
_displaywindow.lnvoke(newEventHandler(delegate 
{ 
FontStyle.Bold); 
}»; 
} 
_displaywindow.SelectedText = string. Empty; 
_displaywindow.SelectionFont = newFont(_displaywindow.SelectionFont, 
_displaywindow.selectionColor = Messagecolor[(int)type]; 
_displaywindow .AppendText(msg); 
_displaywindow.ScroIITocaret(); 
publicbool OpenPort() 
{ 
try 
{ 
Il first check if the port is already open 
Il if its open then close it 
if (comPort.IsOpen == true) comPort.Close(); 
II set the properties of our SerialPort Object 
comPort.BaudRate = int.Parse(baudRate); IIBaudRate 
comPort.DataBits = int.Parse(dataBits); IIDataBits 
comPort .StopBits = (StopBits)Enum.Parse(typeof(StopBits), stopBits); 
IIStopBits 
comPort.Parity = (Parity)Enum.Parse(typeof(Parity), parity); 
II Parity 
comPort , PortName 
Il now open the port 
comPort . Open () ; 
= portName j IIPortName 
Ildisplay message 
DisplayData(MessageType.Normal, 
Ilreturn true 
··Port opened at " + DateTime.Now + ·· \ n··) ; 
returntrue; 
} 
catch (Exception ex) 
{ 
DisplayData(MessageType . Error , ex .Message); 
returnfalsej 
} 
} 
void comPort_DataReceived(object sender, SerialDataReceivedEventArgs e) 
{ 
Ildetermine the mode the user selected (binary/string) 
switch (CurrentTransmissionType) 
{ 
Il user chose string 
caseTransmissionType.Text: 
Il read data waiting in the buffer 
string msg = comPort.ReadExisting(); 
Ildisplay the data to the user 
DisplayData(MessageType.Incoming, msg + "\ n"); 
break; 
Il user chose binary 
caseTransmissionType . Hex: 
Il retrieve number of bytes in the buffer 
int bytes = comPort.BytesToRead; 
II create a byte array to hold the awaiting data 
byte[) comBuffer = newbyte[bytes); 
Il read the data and store it 
comPort.Read(comBuffer, a, bytes); 
Ildisplay the data to the user 
DisplayData(MessageType.Incoming, ByteToHex( comBuffer) + "\n"); 
break; 
default : 
Il read data waiting in the buffer 
string str = comPort .ReadExisting(); 
Ildisplay the data to the user 
DisplayData(MessageType. Incoming, str + .. \ n··); 
break; 
} 
} 
#region SetParityValues 
public void SetparityValues(object obj) 
{ 
foreach (string str inEnum.GetNames(typeof(parity») 
{ 
«ComboBox)obj).Items.Add(str); 
} 
} 
#endregion 
#region SetStopBitValues 
public void SetStopBitValues(object obj) 
{ 
foreach (string str inEnum.GetNames(typeof(StopBits») 
{ 
«ComboBox)obj).Items.Add(str); 
} 
} 
#endregion 
#region SetPortNameValues 
publicvoid SetPortNameValues(object obj) 
{ 
foreach (string str inSerialPort.GetPortNames(» 
{ 
«ComboBox)obj).Items.Add(str); 
} 
} 
#endregion 
} 
} 
