Simulation studies often fail to provide any useful results due to its success being highly dependent on the skills of the analyst to understand a system and then correctly identify all the required data parameters and dependent variables. This paper describes a template-based framework to help identify and specify the components and data parameters for developing models of physical security systems. The layered framework consists of fifteen templates built on top of fourteen data primitives representing 119 data parameters. The modeling framework has been programmed as an internet-based web application and is simulation language independent. The usefulness of the framework was tested and shown to have a significant impact on improving the identification of system components and their associated data parameters.
Introduction
Although simulation is one of the most innovative and cost-effective tools for system modeling and analysis, simulation studies often fail to provide any useful results (Annino & Russell, 1979; Keller et al. 1991; Robinson & Pidd, 1998) . One reason is attributed to the fact that model formulation -a key step in a simulation study -requires an analyst to work from a sense of the problem, envision and assemble the key elements, and identify dependencies and relationships that logically comprise the variables of the actual system. Thus, the success of a simulation study is highly dependant on an analyst's domain knowledge, capability to understand the system components, their input parameters, and the interrelationships among those variables and A. "A Template-Based Data Specification Framework For Modeling Physical Security Systems," Computers & Industrial Engineering, Volume 50, Issue 3, Page 3 parameters. One approach for improving the efficiency, productivity, and quality of a model is to provide an analyst with a framework for helping identify the components of a system and their input parameters.
Development of such a framework is even more important when there is a large number of similar simulation studies being conducted within a single domain. One such domain is physical security systems. Since the terrorist attacks of September 11, 2001 , the requirements of constantly managing and re-evaluating all direct and indirect risks in physical security systems has increasingly become more important. Numerous studies (Gatersleben & Weij, 1999; Jordan et al. 1998; Joustra & Dijk, 2001; Kyle 1998; Leone, 2002; Parizi & Braaksma, 1995; Saffarazadeh & Braaksma, 2000; Smith et al. 1999 ) have focused on this domain area.
Various methodologies, tools, and techniques have been proposed to assist a simulation analyst. In the field of automated model development, generic or template-based simulation modeling approaches have been proposed as a solution for domain specific modeling assistance. This approach consists of using an available set of pre-built, ready to use modeling objects, modules, or models of common simulation situations. Using these modules, an analyst simply "switches on" or "switches off" the model parameters of the generic module to fit to the system under study. Much previous work (Brown & Powers, 2002; Diaz-Calderon et al. 2000; Kasputis & Ng, 2000; Mackulak et al. 1998; Mackulak & Cochran, 1990; Page & Opper, 1999; Son et al. 2000) explores using generic models. Similarly, Steele et al. (2002) and Overstreet & Nance (2003) have looked at designing and reusing simulation components between simulation studies.
Unfortunately, much of this previous research is focused on developing an "executable" simulation model. That is, they are specific to a simulation language, software program, and/or simulation package. For instance, several simulation software programs provide pre-defined A. software templates or tools to guide a user in building a model of a telephone call center. In comparison, this research does not seek to implement software specific simulation components, but rather is focused on developing a general framework that will assist a simulation analyst in identifying the significant input modeling parameters important in creating the model of a physical security system. By presenting these research results in the open literature will make them available to all developers and researchers as a first step for creating standard, nonproprietary templates and specifications that are compatible across simulation packages..
The remaining sections of this paper reveal the development of the model framework and shows how it can impact the process of defining and collecting the data for a simulation study.
Section 2 defines the data primitives -the building blocks of the framework -and their parameter specification. Section 3 combines the data primitives into logical templates for common security system implementations. Section 4 highlights a web application that implements the framework. Section 5 shares details on how the framework was validated.
Section 6 concludes with an overview of the research.
Data Primitives
The basic building block for the physical security formalism is a set of data primitives. Each assists an analyst in identifying the key system parameters for which the data may need to be collected from the real system. Based on an extensive review of the modeling structure and components from simulation environments (e.g., SIMAN, ARENA, EXTEND, SIMUL8, PROMODEL), three classes of data primitives are defined: Entity, Model, and Experimental. Table 1 presents a listing of all the data primitives defined for each class.
<<< Insert Table 1 approximately here >>>
A. Table 2 shows the definition table for the queue primitive. Table 3 is the definition table for a transporter device. Similar tables have been developed for the other 12 data primitives (Guru, 2004) . Each primitive definition table has four columns. The first column is for the Parameter Name and hence contains the name of the configurable parameter for the primitive being defined. The second column of the table defines the Parameter Type. Parameter type can have the following values:
• Native -the corresponding parameter is native to the defined primitive. For example the Work Center primitive type has a parameter titled: Name. This parameter is of native type because it is a string value that defines this primitive's instance • Reference -the corresponding parameter is a reference to another data primitive. For example the Work Center primitive has a parameter Resources. This parameter is a reference parameter another data primitive, namely Resources.
The third column lists the type of value that can be assigned to the parameter. Basic types include: Integer, Boolean (i.e., Yes or No), Distribution (i.e., statistical probability distribution), and String (i.e., for character text string). In addition, there can be Arrays of these basic types.
The final column in a primitive definition provides an explanation of the parameter. Table 2 approximately here >>>   <<< Insert Table 3 
<<< Insert

approximately here >>>
Physical Security System Templates
Using the defined classes and data primitives, fourteen logical templates have been defined for representing common physical security sub-systems. The templates were formed by collecting, grouping, and relating the data primitives to represent common real world sub-systems. The A. 
<<< Insert Table 4 approximately here >>>
As an example, consider an Explosive Detection (ED) machine. An ED machine is able to detect explosives and hazardous liquids as well as metallic weapons concealed in an object such as luggage. The technology needed to do this includes quadrupole resonance (closely related to magnetic resonance technology used in the medical industry) and magnetic sensors. Figure 1 shows the issues impacting an ED machine's operation. This research's developed ED template links together the necessary data primitives for modeling a typical ED system layout. Specially, there is a queue for storing luggage to be processed. The queue has a route-out selection criterion for when the queue is full or for when the luggage delay exceeds some maximum waiting time. The ED machine (the work center) has a route-in priority selection. In this instance, there is only one luggage queue from which it is pulling from. The ED machine can have a work schedule (hours available, not available), a failure description (mean time between breakdown and mean time to repair, etc.) and once processed, a route-out selection for where to send luggage. In addition, a worker (a resource) is required for operating the ED machine. The availability of the worker can be impacted by a schedule and failures. Table 5 lists the set of eight data primitives used to define the EDS template. Similar linkages of data primitives have been assembled for each of the other thirteen physical security system templates (Guru, 2004) .
A. 
Computer Implementation
A web-based application has been developed to assist an analyst to use the formalism. The application consists of a MySQL database engine and an Apache Web server using Perl CGI scripting. Using the application, a user will select all the templates and additional primitives for modeling the physical security system under study. Once complete, the application will generate the data primitive tables for collecting all of the key details and information. Figure 2 is a screen-shot of the application. Figure 2 approximately here >>>
<<< Insert
Results of Validation Testing
An experiment was designed to evaluate the usefulness and effectiveness of the developed framework. Test subjects were forty-five graduate and undergraduate Industrial Engineering students -all potential future users of the framework and the application. Each test subject was provided with a description of one of three hypothetical modeling scenarios: Airport Screening, Smart Parking facility, and Mail Purification facility. Each was asked to analyze the given scenario and identify all the input parameters (i.e., parameters for which data should be collected from the system under study) that he/she perceived to be necessary in performing a system analysis using computer simulation. The input parameters identified by the test subjects were compared to those generated by the web-based applications. For example, for the Airport Screening scenario, test subjects identified an average of 15 data parameters. In comparison, the A. web application generates a listing of 240 possible data parameters to be collected. Overall, it was found that test subjects identified only 18% of the data parameters that potentially are important to be incorporated in the models of the three scenarios. Additionally, in comparing results for each scenario, it was observed that with increased complexity of the description, the percentage of missed parameters increases, and that the average number of parameters identified by a test subject is highly dependent on their experience and skills. Such results support the belief that the developed framework is an important first step in providing a methodology that will make simulation less modeler dependent and help improve the consistency of model quality.
Conclusions
Simulation is a widely used tool for modeling and analyzing real systems for answering capacity and feasibility questions. Unfortunately, simulation studies often fail to provide any useful results because it is highly dependent on the skills of the analyst to understand the system's problem and then correctly identify the required modeling parameters and dependent variables.
As a partial solution, this research presents a language-independent framework that aids an analyst in identifying all the possible components and data parameters necessary for building a conceptual model of common physical security systems. The resulting model framework focuses on identifying variables and data parameters that potentially should be collected when modeling a physical security system.
Since the framework is simulation-language independent, it offers the advantage that common or standard physical security templates can be developed. Such an approach would encourage transferability of models to different simulation software programs since they would be build using the same data primitive definitions. As such, simulation models could potentially A. Although this research focuses on physical security systems as the domain for identifying the components and parameters, the results highlight the applicability of developing standard specifications and template-based frameworks for other domains.
Table 1. Classes and Associated Data Primitives
Class Primitive Description
Entity Entity Represent the physical or conceptual entities(s) that flow through a security system.
Model
Entry Point Place where an entity appears in the simulation model for the first time.
Queue
Place where an entity waits until a resources or work centers is available to process it. Work Center Where an entity is processed and released to continue in the model. Exit Point Where a work item that is complete (or otherwise finished) leaves the system.
Experimental
Clock How time units increment for the simulation model.
Route-In
Encapsulates the decision operations for a referencing primitive that has an option of selecting from more than one choice.
Route-Out
Encapsulates the destination routing decision operations for a referencing data primitive.
Resources
Resources are the people and other objects associated with a work center in order for the work center to process the entity. Path
Path is the lane joining modeling primitives in a simulation model.
Conveyor
Material handling device for transporting entities in a system. Transporter Material handling device used to transfer entities in between work centers.
Work Schedule Define the time-dependent work schedule and the capacity of the referencing data primitives.
Failure Schedule
Define the characteristics of failures and breakdowns that are associated with referencing primitives. 
