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The subject of the study was designing and creating a user interface for a project manage-
ment system. The user interface was designed and developed for the Urakointi+ project 
management system. The most important aim was to design and develop a general layout 
for navigation and basic functions for the user interface, with a possibility to embed content 
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modern technologies. To support the designing and developing process, a user study was 
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Lyhenteet 
CSS  Cascading Style Sheets on tyyliohjeiden kuvaamiseen käytetty kieli, jota 
käytetään HTML (Hypertext Markup Language) -dokumenttien esittämi-
seen. 
CTA Call To Action. Toiminto tai sisältö, joka ohjaa käyttäjän sovelluksen ydin-
toimintoon. 
DOM  Document Oject Model on standardoitu malli, joka kuvaa HTML-dokumen-
tin elementit objekteina puurakenteessa. 
JSON JavaScript Object Notation. Itsenäinen JavaScriptistä riippumaton avain-arvo-
pareista koostuva tiedostomuoto. 
JSX JavaScript XML on JavaScriptin syntaksilaajennus, jota käytetään React-
ohjelmistokehyksessä helpottamaan HTML-elementtien kuvaamista. 
PHP PHP: Hypertext Preprocessor on laajasti käytetty yleiskäyttöinen ohjel-
mointikieli, joka soveltuu erityisesti web-kehitykseen ja se voidaan sulaut-
taa HTML-koodiin. 
SaaS Palvelu, joka tarjoaa ohjelmiston käytettäväksi internetin kautta ilman sen 
asentamista paikallisesti (Software as a Service). 
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1 Johdanto 
Käyttöliittymä on yksi ohjelmiston tärkeimpiä osia niin ensivaikutelman kuin sujuvan käy-
tön kannalta. Kaupallisen ohjelmiston lähestyttävyys ja kiinnostavuus perustuu lähes yk-
sinomaan käyttöliittymän ulkonäölle ja selkeydelle. Käyttöliittymästä täytyy heti ymmär-
tää, mitä ohjelmalla voi tehdä. Ohjelmisto täynnä loistavia ominaisuuksia ei ole kiinnos-
tava kohde sijoittaa tai ottaa käyttöön, jos näitä ominaisuuksia ei löydä, eikä tehokas 
käyttää, jos käyttäjän tarvitsee tutkia tuotetta löytääkseen tarvittavat asiat. Käyttöliitty-
män käytettävyys, selkeys ja miellyttävyys täytyy näin ollen suunnitella ja kehittää huip-
puunsa, jotta ohjelmistotuotteesta saadaan jokaiselle sen käyttäjälle mielekäs. 
Tässä insinöörityössä on tavoitteena kehittää uusi responsiivinen käyttöliittymä Ura-
kointi+ Oy:n projektinhallintaohjelmistoon, Urakointi+:aan. Tuotteen kehitysprosessiin 
kuuluu koodipohjan siirto uudelle alustalle, mikä tarkoittaa käyttöliittymän tarvetta sekä 
tuotantokäytössä olevalle ohjelmistolle että uudelle pohjalle, jotka on toteutettu eri tek-
nologioilla. Lopputuloksena saadaan tuotantokäyttöön käyttöliittymä, jossa pääasialli-
sena kehitystyönä on ohjelmiston yleinen ulkoasu sekä navigointi. 
Työssä käydään läpi kokonaisuudessaan tähän käyttöliittymäkehitykseen kuulunut ite-
ratiivinen prosessi lähtien suunnittelusta toteutukseen ja testaukseen. Aluksi tutustutaan 
Urakointi+:aan ja käydään läpi ne tarpeet ja kehittämisen kohteet, joihin tällä työllä pyri-
tään vastaamaan. Kehitystyön osana suunnittelua ja toteutusta tukemaan laadittiin pie-
nimuotoinen käyttäjätutkimus, jota pyrittiin analysoimaan ja hyödyntämään käyttöliitty-
män toteutuksessa. Suunnittelun ja tutkimuksen konkreettisena tuloksena saatiin tuotet-
tua käyttöliittymä, jonka ohjelmoinnin ratkaisut hallitsivat merkittävintä osaa työstä. Tule-
vaa kehitystä käyttöliittymän puolella pohdittiin niin luodun työn tuloksen kuin muiden 
kehitettävien kohteiden pohjalta, joihin vastaavalla työllä voisi vaikuttaa. 
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2 Urakointi+-projektinhallintajärjestelmä 
Urakointi+ on rakennusalan urakoitsijoille ja alihankkijoille suunnattu projektinhallintajär-
jestelmä. Urakointi+-ohjelmisto on SaaS-periaatteella toimiva selainpohjainen pilvipal-
velu, jonka keskeisimpiin ominaisuuksiin kuuluu projektinhallinta ja toiminnanohjaus. 
Urakointi+ yhdistää useita rakennusalan toimijoiden työtä helpottavia tärkeitä ominai-
suuksia, kuten esimerkiksi laskuttamista, resursointia sekä työmaiden hallintaa ja reaa-
liaikaista kannattavuusseurantaa (Mitä hyötyjä ohjelmisto tarjoaa? 2019).  
Ohjelmisto sisältää myös integraatioita käytetyimpiin taloushallintajärjestelmiin, jotta 
koko työmaan prosessi voidaan jouhevasti tarkkailla yhdestä paikasta ja projektien kan-
nattavuutta ja henkilöstöä voidaan seurata helposti. Tämä mahdollistaa myös automati-
soinnin, kun edelleen laskutettavat verkkolaskut siirtyvät automaattisesti Urakointi+:aan.  
Talouden hallinnan lisäksi myös tarvikkeet kuuluvat urakan kokonaisuuteen. Tarvikkei-
den toimittajat voivat vahvistaa tilauksen vastaanoton ja toimitusajan tilausviestin pika-
linkistä suoraan Urakointi+:aan riippumatta siitä, mikä järjestelmä toimittajalla itsellään 
on käytössä. Näin varmistetaan, että oikeat tavarat ovat oikeaan aikaan työmaalla. Os-
tokulut kirjautuvat automaattisesti työmaalle ja työmaan taloudellinen seuranta pysyy 
ajan tasalla (Mitä hyötyjä ohjelmisto tarjoaa? 2019). 
Urakointi+-ohjelmisto sisältää urakan hallinnan lisäksi tärkeitä toimintoja asentajien ja 
työmiesten tasolla tehtäviin töihin asti. Ohjelmisto pyrkii eliminoimaan paperien pyöritte-
lyn jo alimmalta tasolta eli työkirjauksista asti, joten sovelluksen täytyy palvella myös 
kenttätyöntekijöiden kentällä käyttämiä laitteita, eli älypuhelimia. Tästä syystä ohjelmis-
tolla täytyy olla käytettävä käyttöliittymä niin työpöytä- kuin mobiililaitteilla. 
Käytettävyys ja käyttöliittymä onkin tämän opinnäytetyön tärkein osio ajatellen Urakointi+ 
-ohjelmistoa ja pohjimmainen syy opinnäytetyön tarpeelle ja toteutukselle.  
3 Käyttäjätutkimus 
Suurta osaa ohjelmiston käyttöön vaikuttavista ratkaisuista tehdään osin tai mahdolli-
sesti kokonaan suunnittelijoiden ja ohjelmoijien oletuksiin ja ennakkotietoihin perustuen. 
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Ennakkotiedoilla ja arvioilla voidaan saavuttaa nopeita ratkaisuja ja vähentää suurien 
virheiden tekemistä suunnittelun alussa, mutta pelkkään omaan tietoon ja taitoon pohja-
tessa yksityiskohdat voivat jäädä huomioimatta. Ennakkoarvioiden paikkansapitävyyttä 
on vaikea todistaa, ja ihmiset hahmottavat asioita eri tavalla, jolloin eri asiat painottuvat 
eri tavalla kuin toiset. Heikosti tiedettyjä asioita voidaan huomaamattomasti yleistää lii-
kaa ja tyytyä olettamuksiin, jolloin hyväkin idea voi jäädä vaisuksi heikon ratkaisun takia 
(Hyysalo 2006: 71-73). 
Käyttäjätiedon keräämisellä ja analysoinnilla on suuri vaikutus todella monelle ohjelmis-
ton osa-alueelle lähtien toteutuksesta liiketoimintaan. Käyttäjätiedon hankintaa ja analy-
sointia hyödyntämällä tuotteen tai ohjelmiston korjaustarve vähenee, kun käyttäjien luon-
nolliset tarpeet ja halut koskien ohjelmistoa on kartoitettu aikaisessa vaiheessa. Näin 
ollen käyttäjätutkimuksen myötä käyttäjien tyytyväisyys paranee, markkinointi helpottuu, 
kun tuote on käytettävä ja helppo kokonaisuus, sekä toteutus ja ylläpitokulut pienenevät, 
kun asiat voidaan ensimmäisellä kerralla tehdä kunnolla (Hyysalo 2006: 5). 
Tämän opinnäytetyön tapauksessa kehitettävä tuote ei ole uusi, joten suurimmat virheet 
on jo tehty, ja niistä on opittu tuotteen kehittyessä. Kun kyseessä on käyttöliittymän ke-
hitystyö, voidaan luonnollisesti keskittyä käyttöliittymässä esiintyviin käyttötapauksiin ja 
käyttäjämalleihin, eli siihen, miten käyttäjät käyttävät ohjelmistoa, minne he pyrkivät na-
vigoimaan ja mitä reittejä pitkin. Tällä tiedolla näitä tapauksia ja polkuja voidaan mahdol-
lisesti yksinkertaistaa ja helpottaa käyttöliittymään tehtävien ratkaisujen avulla. 
3.1 Käyttäjätiedon kerääminen 
Käyttäjätiedon keräämiseen käytettyjä menetelmiä on lukuisia alkaen haastatteluista ja 
käyttäjien seuraamisesta ohjelmistojen lokimerkintöjen tutkimiseen. Kustakin menetel-
mästä voidaan koostaa samanlaisia havaintoja, joilla pyritään lopputuloksena saamaan 
tuotekehitystä ja käyttäjätyytyväisyyttä edistäviä havaintoja, joiden pohjalta voidaan 
lähteä toteuttamaan loppuratkaisuja. Tässä työssä käyttäjätiedon keräämiseen käytet-
tiin ohjelmiston lokitietoihin merkittyjä toimintoja. Niiden annettiin kerääntyä kahden 
kuukauden ajan, jonka jälkeen aineisto tulkittiin niin riittäväksi, että siitä pystyttiin löytä-
mään hyötyjä. 
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Käyttäjädatan kerääminen aloitettiin hyvissä ajoin, kehityksen määrittelyvaiheessa. 
Senhetkisen tuotantokäytössä olevan sovelluksen PHP-koodiin kirjoitettiin lokimerkin-
nän kirjaavaan funktioon tarvittavat parametrit käyttöliittymän alaviitteen (footer) rende-
röinnin eli ohjelmallisen piirtämisen suorittavan funktion sisään sekä yleiseen yksittäi-
sen näkymän prosessoivan funktion sisään. Funktio kirjoittaa lokiin käyttäjän identifioi-
van tunnuksen, kutsutun url-osoitteen ja käyttäjälisenssin. Parametriin täytyi siis vielä 
sisällyttää näkymän tyyppi ja yksilöivä tunniste siitä, missä kohtaa ohjelmaa merkintä 
on tehty (esimerkkikoodi 1). 
Teknisesti PHP-skripti kirjoittaa järjestelmän lokitiedostoon access-funktion avulla käyt-
täjä- ja ympäristödataa. Parametriksi asetettiin tutkimuksessa tarvittavat lisätiedot eli 
suorituspaikkaan viittaava merkkijono sekä näkymän tyyppi muuttujana. 
$GLOBALS[‘log’]->access(‘Display footer, ‘ . type: ‘ . $this->type) 
Esimerkkikoodi 1. Lokimerkinnän kirjoittava PHP-skripti.  
3.2 Käyttäjädatan tutkimismenetelmät 
Käyttäjädatan tutkimiseen käytettiin kolmea eri tapaa, joilla koostettiin tietoa sellaiseen 
pisteeseen asti, että siitä pystyttiin tuottamaan analyysia ja johtopäätöksiä mahdollisista 
ratkaisuista. Kukin tapa pyrki omalla tavallaan erilaisen suuruusluokan tietoon, jolloin 
saatiin tulokseksi sekä suurpiirteisiä huomioita että tarkkoja käyttötapauksia, joista mo-
lemmista saadaan suunnittelua ja kehitystä auttavia havaintoja. Tutkimuksessa haluttiin 
kiinnittää erityistä huomiota siihen, mitä tietueita käyttäjät avaavat sekä yksittäisten tietyn 
käyttäjälisenssin omaavien käyttäjien käyttötapauksia ja näiden käyttämiä polkuja. Näi-
den lisäksi vertailtiin myös eri asiakasyritysten ympäristöjen eroja käyttötapauksissa 
sekä näkymien avauksissa. Tällä tavalla saatiin arvokasta tietoa siitä, miten asiakkaiden 
omien erikoistuneiden toimialojen prosessit vaikuttivat käyttötapoihin. 
Käyttäjädatan tutkimiseen ja koostamiseen hyödynnettiin avoimeen lähdekoodiin perus-
tuvaa Kibana-nimistä työkalua. Kibana on suunniteltu datan visualisointiin ja tutkimiseen, 
ja sillä voi koostaa muun muassa ohjelmiston lokitietoa, monitoroida sovellusta ja visu-
alisoida käyttäjätietoa edellä mainittujen keinojen avulla käyttäjätietoa. Kibanan avulla 
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voi suodattaa erilaisia asioita lokimerkinnöistä, kuten käyttäjää yksilöivää tietoa, asiak-
kaan ohjelmistoympäristöön viittaavaa tietoa sekä käytettyjä toimintoja (kuva 1). Suodat-
timia voi helposti kytkeä käyttöliittymästä päälle ja pois, mikä helpottaa ja nopeuttaa da-
tan tutkimista huomattavasti.  
 
Kuva 1:  Kibanan suodattimia käyttöliittymässä. 
 
3.2.1 Näkymien avaukset  
Näkymien avauksista kerättiin karkeasti lukumääriä. Tulosten tavoitteena oli selvittää, 
millaiselle prioriteetille valikkonimikkeitä tulisi uudessa käyttöliittymässä asettaa. Tämä 
oli tutkimuksen nopein ja selkein vaihe, koska tuloksissa ei ollut tulkinnanvaraa ja johto-
päätöksiä pystyttiin vetämään hyvin helposti. Lokimerkintöjen suodatuksessa voitiin hel-
posti sisällyttää kaikki asiakasympäristöt ja suodattaa täsmälleen sillä osoitteella, johon 
valikkonimikkeen avaaminen vie. Virhemarginaalina voidaan nähdä sovelluksen etusi-
vun paneelien kautta avatut näkymät. Paneeleista avatut linkit voivat viitata täsmälleen 
samoihin osoitteisiin kuin valikosta avatut linkit, jolloin ne sisältyvät käytetyllä tavalla suo-
dattaen saatuihin tuloksiin. Tällä ei ole kokonaiskuvan kannalta merkitystä, sillä tu-
lokseksi haluttiin saada moduulien käyttöastetta kuvaava luku, jotta valikkonimikkeet voi-
daan tulevaisuudessa esittää niiden tärkeyden vaatimassa järjestyksessä. 
Käyttöasteen selvityksen tarkoituksena oli myös antaa kuvaa siitä, ovatko kaikki moduulit 
nykyasiakkailla käytössä vai onko sovelluksessa turhia asioita, joiden käyttöä ei nähdä 
lainkaan tarpeellisena. 
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Näkymien avausten määriä tutkittiin myös käyttäjälisenssikohtaisesti. Jokaisen valitun 
asiakasympäristön kohdalla suodatettiin kaikkien tietyn käyttäjälisenssin omaavien käyt-
täjien suorittamat näkymien avaukset. Tässä vaiheessa käytiin läpi tarkemmin tiettyjen 
moduulien eri näkymiä, kuten katselu-, haku- ja muokkausnäkymiä. Tästä tutkimuksen 
osasta oli vaikein löytää suoria hyötyjä tähän vaiheeseen käyttöliittymäkehitystä, mutta 
asiakkaiden käyttötottumuksista ja eroista saatiin tärkeää tietoa, kun näitä yksittäisiä nä-
kymiä lähdetään seuraavan kerran kehittämään. 
3.2.2 Käyttötapaukset ja käytetyt polut 
Tässä vaiheessa keskityttiin yksittäisten käyttäjien käyttämiin polkuihin järjestelmän 
tietueiden ja toimintojen välillä. Näin yritetään selvittää käyttötapauksia ja sitä, miksi käyt-
täjä on minkäkin reitin valinnut. Tutkimuksessa kirjattiin ylös käyttötapauksia, jotka esiin-
tyvät usein kunkin lisenssityypin omaavilla käyttäjillä. Käyttötapauksien pituudet vaihteli-
vat suuresti, sillä käyttäjien tapa navigoida järjestelmässä ei aina ollut johdon mukainen 
ja asioita availtiin ja katseltiin useasti, ennen kuin oikeaa käyttötapausta pystyi päättele-
mään lokimerkintöjen perusteella.  
Käyttötapaukset pyrittiin aloittamaan siitä, kun sovelluksen etusivu avataan, koska siitä 
asiakkaan prosessi todellisuudessa alkaa. Taulukkoon kirjattiin lokimerkinnän aika ja 
avattu näkymä sekä mahdollisesti toiminto, minkä käyttäjä suoritti, jos se oli selvitettä-
vissä merkinnästä. Aikaleimoilla pystyttiin karkeasti arvioimaan, kuinka kauan minkäkin 
toiminnan löytämiseen ja suorittamiseen käyttäjällä kuluu aikaa sekä käyttäjien yleisesti 
käyttämä aika järjestelmässä.  
Esimerkiksi Superuser-käyttäjän, johon kuuluu esimerkiksi työnjohtajat hyväksyvät asi-
akkaiden työkirjauksia. Tätä ajatellen tutkittiin useiden Superuser-käyttäjien lokeja, tut-
kien muun muassa tuntikirjauksiin liittyviä käyttötapauksia ja prosesseja (kuva 2). Näiden 
yleisten tapausten lisäksi etsittiin eri asiakkaille tyypillisiä prosesseja, jotka olivat vah-
vasti riippuvaisia ominaisuuksista, joita ei kaikilla asiakkailla ole käytössä. 
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Kuva 2. Superuser-käyttäjän käyttötapaus työkirjausten massahyväksynnästä. 
 
Kuvasta 2 voidaan huomata, että käyttäjä käytti järjestelmää noin 14 minuuttia yhdellä 
kertaa. Tavoitteena oli hyväksyä tuntikirjauksia. Hyväksyttyään käyttäjä tarkasteli muita 
kirjauksia ja hyväksyi nämä kirjaukset jatkaen kirjauksien katselua, mahdollisesti varmis-
taakseen, että kirjaus tuli hyväksyttyä. Muutaman tunnin päästä muokataan tuotetta ja 
suoritetaan uusi massahyväksyntä. Tämänkaltaisia käyttötapauksia tutkittiin eri proses-
sien kohdalla, sekä verraten käyttäjätyyppiä ja asiakasympäristöjä, jos asiakasyritykseen 
on vakiintunut työtapoja, jotka mahdollisesti antavat suuntaa kehitykselle. 
3.3 Tutkimuksen hyödyt ja haasteet 
Käyttäjädatan analysoinnilla pystyttiin löytämään selkeitä kehitykseen auttavia tekijöitä, 
esimerkiksi raakoja lukuja asioista, joihin ei ole aikaisemmin kiinnitetty huomioita. Kuten 
aiemmin on jo todettu, tutkimuksessa haluttiin selvittää, mitä nimikkeitä valikkoraken-
teessa kannattaa priorisoida millekin tasolle ja esimerkiksi tähän saatiin arvokasta tietoa. 
Kootusti kerättyjen näkymien avausten läpikäynti tuotti selkeitä merkkejä siitä, mitä mo-
duuleita tällä hetkellä käytetään ja kuinka paljon valikkonimikkeitä klikkaillaan. Näitä lu-
kuja hyödyntäen pystyimme luomaan ratkaisuehdotuksia siitä, mitä valikkonimikkeitä uu-
teen valikkorakenteeseen sisällytetään, mitkä kuuluvat päänimikkeiksi ja mitä tulisi ko-
konaan poistaa. Myös kunkin moduulin kehitystarpeita voitiin arvioida tämän perusteella: 
Jos moduuli on asiakkaiden tarvitsema, muttei löydy käyttöä, kehitys on harkitsemisen 
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arvoista. Jos käyttöä ei ole, eivätkä asiakkaat ole kyselleet, ominaisuus on ainoastaan 
ylläpitotaakkana ja siitä tulisi päästä eroon. 
Polkujen tutkimisessa esiin nousi selkeimmin se, että käyttäjät eivät selvästi ole tietoisia 
helpoimmista reiteistä tiedon luokse. Tämä aiheutti näkymien uudelleenavauksia ja va-
likkonimikkeitä availtiin ilman, että valitussa näkymässä tehtiin yhtään mitään. Tästä on 
kehittäjien helppo huomata, että käyttöliittymän navigaatiossa ja tiedon esittämisessä on 
parantamisen varaa, mihin tällä koko kehitysprosessilla on alun alkaen pyrittykin vaikut-
tamaan. 
Käyttäjädatan keräämisessä ja tutkimisessa esiintyi haasteita mainittavaksi lähes yhtä 
paljon kuin saatuja hyötyjä. Suurimmaksi haasteeksi havaittiin prosessin hitaus. Nykyi-
nen sovellus, josta käyttäjädata kerättiin, ei välittänyt kaikkia näkymiä avatessa saman-
muotoista URL-osoitetta, josta käytetty näkymä, moduuli ja tapahtuma olisi käynyt hel-
posti selville. Tämä vaikeutti ja hidasti merkittävästi tiedon suodattamista ja koostamista, 
kun tulokset olivat tulkinnanvaraisia. 
Edellä mainitusta syystä käyttäjän käyttötapauksesta ei voinut olla täysin varma, sillä 
esimerkiksi tietueen muokkaus välittää lokimerkintään osoitteen ”…/index.php”, mikä voi 
viitata yhtä hyvin sovelluksen etusivuun. Tämä ei tietenkään vaikuta silloin, kun käyttö-
tapauksia ja käyttäjien käyttämiä polkuja tutkittiin tarkemmin ja yksilöllisemmin. Kun ta-
paus käytiin kohta kohdalta ja merkintä merkinnältä, pystyttiin hyödyntämään tallennuk-
sista ja muista datan siirrosta syntyviä tarkentava lokimerkintöjä, joista pystyi päättele-
mään, missä näkymässä oltiin. Suodattimien poistokaan ei ollut vaihtoehto, koska se 
saattoi tuottaa satoja merkintöjä minuutin sisään. Tämä tapa on kuitenkin jälleen hyvin 
hidasta ja määrällisesti vähemmän luotettavia tuloksia tuottavaa kuin muut käytetyt tavat. 
Haasteeksi osoittautui myös ymmärrys järjestelmän ominaisuuksista ja toiminnoista. 
Ymmärrys täytyi olla todella laajaa, sillä piti pystyä päättelemään, mistä tähän kyseiseen 
sivun avaukseen käyttäjä on mahdollisesti voinut päätyä, ja näitä joutui ajoittain itse tes-
tailemaan, jos polku ei ihan heti löytynyt. Järjestelmä sisältää paljon vaihtoehtoisia ta-
poja, kuten esimerkiksi etusivun paneelit, joiden käytöstä ja sisäisistä toiminnoista itsellä 
ei ollut kovinkaan suurta käsitystä. 
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4 Käyttöliittymän suunnittelu 
Käyttöliittymän suunnittelu on hyvin olennainen, ellei jopa olennaisin osa käyttöliittymä-
kehitystä. Suunnittelemalla säästytään monelta yllättävältä vaiheelta, joka olisi saattanut 
jäädä huomioimatta, jos uutta käyttöliittymää olisi lähdetty kehittämään suoraan ohjel-
moimalla. Käyttöliittymän suunnitteluprosessiin kuuluu erilaisia vaiheita rautalankamal-
leista visuaalisiin hahmotelmiin ja käytettävyyssuunniteluun. Tässä luvussa tutustutaan 
näihin vaiheisiin ja vaiheiden sisältämiin prosesseihin. 
4.1 Konsepti 
Käyttöliittymäkonseptin hahmottaminen on käyttöliittymäkehityksen ensimmäisiä vai-
heita. Konseptin tavoitteena on tuottaa ohjelmiston käyttöliittymän yleinen rakenne, jossa 
käyttäjä pystyy hyödyntämään ohjelmiston ominaisuuksia. Yleisesti konsepti sisältää oh-
jelmiston perusvuorovaikutuksiin tarvittavat toiminnot, niiden sijoittelun ja ohjelmiston si-
sällä navigointiin liittyvät asiat. 
Tämän työn osalta koko käyttöliittymän konseptia ei lähdetty suunnittelemaan täysin 
alusta asti, vaan keskitytään suurimmalta osalta navigointiin, eli miten sovelluksen sisällä 
liikutaan ja mistä toiminnot löytyvät. Koko konseptin uudelleen kehittäminen olisi vaatinut 
toimintojen ja prosessien uudelleen suunnittelua, mikä ei kuulunut tämän työn tavoittei-
siin. Kun myöhempänä puhutaan konseptista, tarkoitetaan tarkalleen ottaen navigaati-
oon liittyvää suunnittelua. 
Konseptin suunnittelu aloitettiin toteuttamalla rautalankamalleja. Niiden tarkoitus on näyt-
tää yksinkertaisella tavalla, kuinka käyttöliittymän suunnitellut asiat vaikuttavat ohjelmis-
ton käyttöön ja miten ne sijoittuvat päätelaitteen näytölle. Rautalankamallin tavoite on 
olla yksinkertainen, visuaalinen esitys, joka esittää pääasialliset ääriviivat informaatioryh-
mille, rakenteelle ja sommittelulle sekä havainnollistaa käyttöliittymän vision (Amy Smith 
2017).  
Näiden mallien suunnittelu aloitettiin tutkimalla muita laajasti käytettyjä järjestelmiä, 
joissa on hyvin selkeä ja suoraviivainen tapa navigoida: Asiat löytyvät helposti ja järjes-
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telmällä on paljon käyttäjiä. Tämä prosessi oli tarkoitettu vahvistamaan ideoiden toimi-
vuutta ja sitä, että uusi käyttöliittymä olisi käyttäjille mahdollisimman luonnollisen ja tutun 
tuntuinen, eli helposti käyttöönotettava, mikä oli käyttöliittymäuudistuksen keskeisiä ta-
voitteita. 
Tätä varten luotiin 3 rautalankamallia, joista jokaiselle on omat versiot, joista selviää, 
miltä ne näyttäisivät tietokoneen näytöllä sekä mobiililaitteella (älypuhelin tai taulutieto-
kone). Rautalankamallin toteutukseen käytettiin selainpohjaista Figma-ohjelmistoa, joka 
tarjoaa laajat työkalut käyttöliittymän tai minkä tahansa muunkin visuaalisen esityksen 
graafiseen suunnitteluun (kuva 3). 
 
Kuva 3. Figma-ohjelmistolla luotu esimerkki käyttöliittymän rautalankamallista. 
 
Rautalankamallissa ei määritelmän mukaan tarvitse olla mitään tyylittelyä, vaan sen tar-
koitus on ensisijaisesti toimia soveltuvuusselvityksenä (Proof Of Concept). Kuitenkin tä-
män työn osalta graafiset elementit otettiin käyttöön jo ensimmäisissä vaiheissa. Figma 
mahdollisti nopean visuaalisten mallien luonnin helppoudellaan lisätä valmiita web-ele-
menttejä ja tyylejä piirtämisen lisäksi. Koska tarkoituksena oli iteroida ideoita nopeasti 
ensimmäisien vedosten jälkeen, pieni visuaalisuus helpotti iterointiin osallistuvia henki-
löitä hahmottamaan mallia huomattavasti paremmin.  
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4.2 Graafinen suunnittelu 
Graafinen suunnittelu tarkoittaa yleisesti kuvallista viestintää, eli tarkoituksena on auttaa 
viestin saajaa ymmärtämään viesti visuaalisin keinoin (graafinen.com). Käyttöliittymä-
suunnittelussa tämä tarkoittaa asioiden ulkoasua, ja sen kautta asioiden merkitysten 
hahmottamista ja toimintojen tarkoitusta. Eli pohjimmiltaan käyttöliittymäkin on viestin 
esittämistä visuaalisesti.  
Graafinen suunnittelu toteutettiin työssä iteratiivisena prosessina. Prosessin aikana tuo-
tettiin suunnitelmia, joita tarkasteltiin ja vertailtiin, jonka jälkeen suunnitelmista heikoim-
mat eliminoitiin. Potentiaalisimmat vietiin seuraavalle iteraatiolle, jossa otettiin uudet aja-
tukset huomioon ja esiteltiin lisää vaihtoehtoisia toteutuksia. 
4.2.1 Yleinen navigaatio 
Käyttöliittymäuudistuksen suurin ja keskeisin osio oli järjestelmän yleinen navigointi, 
mikä sisälsi perustoiminnot eli valikon, valikkorakenteet, tietueen otsikoinnin ja muut 
asiat, joihin käyttäjän tulisi päästä käsiksi ollessaan missä tahansa järjestelmän osassa. 
Tämä jaettiin karkeasti ylä- ja sivupalkkiin. Sivupalkki sisälsi valikkorakenteet ja uuden 
tietueen luonnin ja yläpalkki tämänhetkisen otsikon, hakutoiminnon, sivuhistorian ja käyt-
täjän tiedot.  
Jo tässä vaiheessa puhutaan ylä- ja sivupalkista, koska ne vakioituvat jo ensimmäisissä 
iteraatioissa suunnaksi, johon suunnittelua lähdettiin viemään. Valikkorakenteet eli valik-
konimikkeet ja niiden sijoittelu eri otsikoiden alle oli ensimmäisen iteraation jälkeen pää-
tetty asettaa sivuvalikkoon, mutta muista sijoitteluista tehtiin useita suunnitelmia, joista 
asiat pikkuhiljaa kehittyivät.  
Sivuvalikkoon päätettiin sisällyttää valikkorakenteen lisäksi Urakointi+-logo, joka toimii 
paluulinkkinä etusivulle. Logon alle hahmoteltiin uuden tietueen luontiin ohjaava ”Uusi”-
painike. Yläpalkkiin sijoitettiin pikahaun hakukenttä sekä käyttäjään liittyvät tiedot sisäl-
tävä valikko. Yläpalkki haluttiin pitää yksinkertaisen ja siistinä, koska siinä oli tarkoituk-
sena näyttää teksti moduulista, jossa käyttäjä on kyseisellä hetkellä. 
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Kokonaisuudeksi muutaman tarkentavan iteraation jälkeen saatiin toteutuskelpoinen ai-
hio, jonka pääpiirteet vietiin toteutusvaiheeseen asti (kuva 4). Visuaalisia yksityiskohtia 
hiottiin toteutusvaiheessa paljonkin ja kaikkia haluttuja valikoiden ja palkkien ominai-
suuksia ei ollut otettu huomioon, joten niitä iteroitiin lisää varsinaisen käyttöliittymän edis-
tyessä. 
 
Kuva 4 Navigaatiopalkkien Figma-suunnitelma. 
 
Käyttöliittymän vaatimuksiin kuului yhteensopivuus mobiililaitteille, joten mobiililaitteen 
kapean näytön vaatimuksiin täytyi hahmotella omat suunnitelmat. Mobiililaitteen näky-
män haluttiin näyttävän mahdollisimman samanlaiselta kuin oletusnäkymän, joten le-
veän sivupalkin näyttämiseen täytyi tehdä erilainen ratkaisu. Tässä pyrittiin käyttämään 
muista järjestelmistä tuttuja tapoja avata sivussa toimiva navigaatiopalkki, jotta uuden 
käyttöliittymän käyttöönottoon tarvitsisi mahdollisimman vähän opettelua. Heti sivupalkin 
valitsemisen jälkeen todettiin niin kutsutun hampurilaispainikkeen olevan sopivan genee-
rinen ratkaisu ja sitä kautta hahmotelma alkoi muodostua (kuva 5). 
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Kuva 5. Punaisella merkitty hampurilaispainike avaa navigaatiopalkin. 
 
 
 
4.2.2 Uuden tietueen luonti 
Uuden tietueen luonti on navigaation ainoa niin kutsuttu CTA-painike (Call-to-action), eli 
painike, joka vie käyttäjän suoraan ydintoimintoon. CTA-painikkeilla pyritään saattamaan 
käyttäjä alkuun sivuston tai ohjelmiston käytössä erottamalla painike muista näkyvistä 
asioista. Myös painikkeen värillä on suuri merkitys, joista vihreä ja oranssi on ilmoitettu 
toimivan parhaiten (Megan Marrs 2019). 
CTA-painikkeita käytetään useimmiten järjestelmän kiinteissä valikoissa tai aloitussivulla 
muussa näkyvässä paikassa. Mihai Sterianin 126 SaaS-järjestelmän laajuisessa vertai-
lututkimuksessa 66,67 prosenttia järjestelmistä käytti tasan yhtä CTA-painiketta ja 80,06 
prosenttia vähintään yhtä vastaavaa painiketta. Sterianin mukaan aloitussivulla pitäisi 
olla yksi tarkoitus, ja CTA-painikkeen palvella juuri tätä tarkoitusta (Mihai Sterian 2018). 
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Urakointi+ ei ole vapaasti avoin järjestelmä. Tämä tarkoittaa, että käyttäjä tarvitsee li-
senssin käyttääkseen järjestelmää, jolloin käyttäjän houkutteleminen ei ole se oleellisin 
asia, vaan tärkeintä olisi ohjata käyttäjä suorittamaan mahdollisimman helposti erilaisia 
toimintoja. Tämän vuoksi tätä CTA-painiketta käytetään siihen, että käyttäjä pääsee no-
peasti aloittamaan uuden prosessin helposti missä tahansa näkymässä ollessaan hyvin 
erottuvasta painikkeesta. Väriksi valikoitui urakointi+-logoa mukaileva oranssi, mikä 
aiemmin todettiin hyväksi huomioväriksi painikeeseen (kuva 6).  
 
Kuva 6. Uuden tietueen luonnin avaava painike sivupalkissa 
Tämä kokonaisuus oli harvoja osioita, joka ei vaatinut juurikaan iteraatiota. Jo ensimmäi-
set ajatukset modaaliin, eri ponnahtavaan näkymään aukeavasta valikosta sai vihreää 
valoa, ja se pysyi sellaisenaan muiden kohtien iteroituessa eteenpäin. Modaaliin suun-
niteltiin uutena ominaisuutena käytettävyyttä parantamaan suodatin, jolla tietueita pystyi 
suodattamaan nimen perusteella. 
4.2.3 Sivuhistoria ja pikahaku 
Pikahaku on Urakointi+-ohjelmiston toiminto, joka hakee kaikista järjestelmän tietueista 
vapaalla hakusanalla asynkronisesti kymmenen osuvinta tietuetta kertoen, minkä tyyp-
pisestä tietueesta on kyse (projekti, dokumentti, työntekijä yms.). Sivuhistoria taas on 
näyttänyt viimeisimmät käytetyt tietueet. Koska käyttöliittymän yläpalkista haluttiin tehdä 
mahdollisimman pelkistetty ja selkeä, nämä ominaisuudet päätettiin yhdistää toisiinsa. 
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Käyttäjiä haluttiin ohjata käyttämään pikahakua, koska se on todettu yhdeksi nopeim-
mista tavoista löytää tietoa, jos muistaa muutaman merkin tietueen nimestä tai projekti-
koodista. Tällä tavoin käyttäjä näkee yhdellä klikkauksella, mitä viimeksi on tehnyt ja voi 
navigoida suoraan haun kautta, eikä sivuhistoriaa tarvitse sulkea hakeakseen pika-
hausta tai päinvastoin.  
Pikahaun ja sivuhistorian haluttiin erityisesti jäävän käyttäjien mieleen. Tätä edistämään 
siihen haluttiin animaatio, jossa hakukentästä tai hakuikonista klikkaamalla edellä mai-
nittua informaatiota sisältävä laatikko visuaalisesti siirtyy ja kasvaa sieltä, mistä se pai-
nettiin auki. Laatikko palautuu tulosuuntaansa suljettaessa, jolloin käyttäjä muistaa, 
mistä toiminto voidaan uudelleen avata. Animaatioita ohjelmistossa on käytetty hyvin hil-
litysti, koska liika animaatioiden käyttö voi tehdä ohjelman käytön sekavaksi, mikä tuo 
mukanaan suorituskykyongelmat heikommilla päätelaitteilla.  
Animaatioilla on toisaalta hyvä tapa kasvattaa käyttäjän kokemaa suorituskykyä (Per-
ceived Performance), eli sitä, kuinka nopealta ohjelman käyttäminen tuntuu. Käyttäjän 
kokemalla suorituskyvyllä voidaan mitata, kuinka kauan käyttäjä tuntee odottaneensa 
sivun tai tietojen latautumista. Tässä voidaan käyttää animaatiota hyödyksi täyttämään 
välejä, joissa käyttäjä tuntee odottavansa. Sivuston on hyvä olla nopeasti vastaava, ja 
animaatioilla voi vaikuttaa suuresti käyttäjän kokemaan suorituskykyyn, mutta liika ani-
maatioiden näyttäminen voi tehdä navigoinnista jopa vaikeampaa. (Matt West 2014.) 
4.3 Värimaailma 
Värit ovat keskeinen osa graafista suunnitelmaa. Väreillä on suuri vaikutus sovelluksen 
selkeyteen ja miellyttävyyteen. Värimaailman suunnittelu oli määritelty mukailemaan 
tuotteen logon värejä logon mukaisessa suhteessa, eli tumman harmaa, valkoinen ja 
oranssi. Värimaailman suunnitteluun ei käytetty tässä työssä suurta panosta, sillä tavoit-
teena oli toteuttaa toimiva konsepti, jonka yksityiskohdat saattavat muuttua toimintojen 
ja käyttöliittymän kehittyessä. 
Värimaailmaa ei kuitenkaan voi sivuuttaa täysin, kun suunnitellaan graafista käyttöliitty-
mää. Väreillä on merkittävä vaikutus ihmisen tunteisiin ja huomion kiinnittymiseen. Ihmi-
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set reagoivat nopeammin väritettyyn informaatioon kuin mustavalkoiseen, vaikka infor-
maatio tulkittaisiin ja prosessoitaisiin molemmissa tapauksissa yhtä hyvin (Sinkkonen 
ym. 2006 s.112).  
Värimaailman esteettömyys- ja saavutettavuusasioihin ei puututtu suurella prioriteetilla, 
koska värimaailmaan suunnitellut värit ovat jo hyvin erotettavissa eivätkä vaivaa yleisintä 
värinäön heikkoutta, punaviher- tai viher-punaheikkoutta. Ohjelmisto on suunniteltu ra-
kennusalalla toimiville työkykyisille ihmisille, joiden työ vaatii jo itsessään värien erotte-
lukykyä ja toimivia sormia. Tämän vuoksi tässä aihealueessa ääripäiden vaatimat ratkai-
sut jätettiin kevyemmälle huomiolle. 
4.4 Käytettävyys 
Käytettävyys, eli käyttöliittymän käytön helppous, voidaan määrittää viidellä laadulli-
sella mittarilla. Nämä mitattavat alueet ovat opittavuus, muistettavuus, tehokkuus, miel-
lyttävyys sekä virheettömyys. Koska tämän opinnäytetyön sisällössä ohjelmiston toi-
minnallisuuksiin ei pureuduta, voidaan virheettömyyden tarkastelu jättää sivummalle, 
sillä käyttäjä ei pääse tekemään navigoinnissa peruuttamattomia virheitä. Muilla maini-
tuilla mittareilla onkin erittäin suuri merkitys navigoinnin suunnittelussa, koska navigaa-
tiopalkit tulevat olemaan jatkuvasti käyttäjän saatavilla ja navigaation toiminnan omak-
suminen täytyy olla mahdollisimman nopeaa ja sujuvaa. 
Jacob Nielsen on esittänyt vuonna 1994 vuorovaikutussuunnittelun kymmenen heuris-
tiikkaa (Nielsen, 1994), joiden tulisi olla läsnä käytettävässä interaktiivisessa käyttöliitty-
mässä. Nämä heuristiikat toimivat vielä tänäkin päivänä hyvänä ohjenuorana koko 
käyttöliittymän suunnitteluprosessin ajan. Tämän takia näitä asioita on pidetty silmällä 
ja pyritty sisällyttämään ratkaisuihin, niin suunnittelu- kuin toteutusvaiheessakin. Esi-
merkiksi ensimmäinen heuristiikka eli tuotteen tilan näkyvyys on ollut vahvasti esillä 
alusta asti. Käyttäjän haluttiin näkevän käyttöliittymässä aina samassa kohtaa, missä 
moduulissa hän milläkin hetkellä on. 
Esteettinen ja minimaalinen ulkoasu (Heuristiikka numero 8) on ollut navigaation olen-
naisimpia asioita, mistä on haluttu pitää kiinni. Järjestelmä, jossa on niin paljon toimin-
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toja kuin Urakointi+-sovelluksessa, ei ole vaikeaa tehdä asioista monimutkaisia ja kyl-
lästyttää käyttäjää tiedon paljoudella. Tämän vuoksi valikkonimikkeiden ja rakenteiden 
suunnittelua tukemaan tehtiin käyttäjätutkimus, jotta näytettäviä asioita voitaisiin karsia 
ja jäsennellä ne mahdollisimman selkeästi. 
Ohjelman joustavuus ja tehokkuus yhdessä tunnistettavuuden kanssa haluttiin maksi-
moida käyttöliittymässä. Tietynlaiset näkymät avautuvat samanlaisista paikoista, jolloin 
käyttäjän ei tarvitse miettiä, että mitä tässä kohtaa tapahtuu, kun kaikki samantyyppiset 
toiminnot, tai samaan asiaan liittyvät toiminnot näyttävät samanlaisilta. Esimerkkinä va-
likkonimikkeet, joista päästään tietuetyypin ”juureen” eli näkymään, jossa voi nähdä 
kaikki kyseisen tyyppiset tietueet, mihin käyttäjällä on käyttöoikeus. Käyttäjään itseen 
liittyvät tiedot näytetään omalla tavallaan omassa erillisessä paikassa, jolloin sitä ei voi 
sekoittaa muihin tietoihin ja niin edelleen. Tehokkuuden puolesta yleiset toiminnot ku-
ten uuden tietueen luonti ja viimeaikaisten tietueiden katselu on helposti nähtävillä 
maksimissaan kahden klikkauksen päässä. 
Näiden heuristiikkojen seuraaminen ja toteuttaminen ei itsessään vielä tee käyttöliitty-
mää, eikä käyttöliittymä välttämättä ole pilalla, jos kaikkia kohtia ei ole yhtä suurella va-
kavuudella otettu huomioon. Kuitenkin näiden ohjeiden kanssa suunnittelu ja erityisesti 
kehittäminen parantuu huomattavasti, kun voi kerrata hyviä periaatteita silloin, kun ku-
vittelee ottaneensa jo kaiken huomioon. 
5 Käyttöliittymän toteutus 
Käyttöliittymän toteutusvaiheessa ohjelmoitiin käyttöliittymän visuaalisen puolen lisäksi 
käyttöliittymään tarvittavat datarajapinnat sekä integrointi kahden järjestelmän välille. 
Itse käyttöliittymä ohjelmoitiin pääosin JavaScriptillä hyödyntäen React-ohjelmistoke-
hystä. React on Facebookin kehittämä ja ylläpitämä komponenttipohjainen ohjelmisto-
kehys. Komponenttipohjaisuus tarkoittaa (tässä tapauksessa) kapseloituja komponent-
teja, jotka pystyvät itse hallitsemaan tilansa. Koska komponenttien logiikka ei perustu 
valmiisiin mallipohjiin vaan se on kirjoitettu JavaScriptillä, sovelluksen tila voidaan erot-
taa HTML-dokumenttia puurakenteena kuvaavasta DOM-rakenteesta (React 2020). 
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Toteutus tehtiin iteratiivisena prosessina, mikä tarkoittaa tuotteen eli ohjelmiston tarkas-
telua ja kokeilua toistuvasti tuotteen kehittyessä. Koska ohjelmiston eri osia kehitettiin 
samaan aikaan useamman kehittäjän kanssa, iterointi oli hyödyllistä pysyäkseen ajan 
tasalla, kun suunnitelmat muuttuvat muiden ominaisuuksien ja esiintyvien ideoiden toi-
mesta. Tätä varten kunnollinen versionhallinta on elintärkeää, jotta voidaan huomata 
heti, jos työ menee liikaa päällekkäin ja koodissa alkaa esiintyä konflikteja. 
Versiohallinnassa hyödynnettiin GitFlow-mallia, joka on Vincent Driessenin kehittämä 
malli, joka tuo paljon hyötyjä rinnakkaiseen kehitykseen. GitFlow-mallissa ominaisuudet 
kehitetään feature-haaroissa. Feature-haarassa kehittäjä voi tehdä muutoksia kehitys-
haarassa olevaan koodiin ja säilyttää näitä muutoksia omassa haarassaan, kunnes työ 
on kehittäjän mielestä toimiva ja testattu (kuva 7).  
 
GitFlow-menetelmällä työn voi kätevästi pitää versionhallinnassa ja muut kehittäjät voi-
vat halutessaan muokata tätä ominaisuutta ilman, että kehityshaaraan tulisi sovelluksen 
rikkovaa koodia. Kun kehityshaara pystytään pitämään ehjänä, kaikki kehittäjät voivat 
helposti ladata versionhallinnasta kehityshaaran ja aloittaa uuden ominaisuuden kehittä-
misen taas uudessa feature-haarassa. Näin voidaan varmistua siitä, että kehityshaa-
rasta ladattu koodi on aina ehjä. 
Kuva 7 GitFlow.  
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Konflikteja ja sovelluksen yleistä laatua parantamaan täytyy ottaa huomioon myös ohjel-
miston testaus niin automaattisesti koodia testaamalla kuin manuaalisesti ominaisuuksia 
klikkailemalla käyttöliittymässä. Jos versionhallintaan ladattu koodi ei ole kattavasti tes-
tattu, se voi tahattomasti rikkoa muita ominaisuuksia jossain koodin toisessa osassa. 
Tämän vuoksi kehittäjän täytyy muistaa ajaa testit ennen versionhallintaan julkaisemista, 
jos sitä ei ole automaattisesti tehty. 
5.1 Komponentit 
Tässä osiossa tarkastellaan käyttöliittymän React-komponenttien toteutusta ja ratkai-
suja, kuinka käyttöliittymän voi toteuttaa React-sovelluskehystä ja komponenttiajattelua 
hyödyntäen. Tarkastelun alla on keskeisimmät komponentit, ja niiden suhteet toisiin 
komponentteihin, joihin komponentti lähettää tietoa tai vastaanottaa sitä niiltä. React-
sovelluskehyksestä ja sen ominaisuuksista ei itsellä ollut paljoa kokemusta. Työ vaati 
paljon uuden opettelua sekä ratkaisujen kokeilemista ennen kuin komponenteista saatiin 
keskenään järkevästi toimivia kokonaisuuksia.  
Komponenteilla on mahdollisuus luoda riippumattomia kokonaisuuksia, jotka välittävät 
tietoa ja funktioita toisille komponenteille. Näillä ominaisuuksilla sisäkkäiset komponentit 
voivat vaikuttaa ylemmän komponentin tilaan pysyen erillisesti toimivina ja vaihdettavina 
kokonaisuuksina. Komponentti voi olla juuri niin pieni tai suuri kuin kehittäjä haluaa, esi-
merkiksi yksinkertainen painike tai tuhatrivinen lista, joka sisältää kymmeniä funktioita ja 
sisäkkäisiä painikkeita ja taulukoita. Komponenttiajattelussa kuitenkin pyritään siihen, 
että kullakin komponentilla on oma tehtävänsä, ja ylemmän tason komponentit hyödyn-
tävät toisia komponentteja, eikä kaikkia ominaisuuksia yritetä kirjoittaa auki yhteen kom-
ponenttiin. 
Työssä hyödynnettiin Reactin tarjoamien valmiiden komponenttien lisäksi myös Material-
UI-sovelluskehyksen tarjoamia komponentteja ja ikoneja. Valmiiden komponenttikirjas-
tojen käyttö nopeuttaa kehittämistä ja prototyyppien suunnittelua huomattavasti, mutta 
tuo mukanaan myös epävarmuutta. Esimerkiksi erään komponenttikirjaston tarjoama 
komponentti ei toiminut testaustyökalumme kanssa. Komponentti, jonka sisällä tämä val-
mis komponentti määriteltiin, ei enää läpäissyt testejä, joten haluttu ominaisuus jouduttiin 
toteuttamaan toisella tavalla.  
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5.1.1 Sivuvalikko 
Sivuvalikon pohjana toimiva SideNavBar-komponentti on yksi käyttöliittymän keskeisim-
piä osia, sillä pääosa navigoinnista tapahtuu tämän komponentin kautta. SideNavBar 
sisältää sivupalkin sekä sivupalkissa näytettävien toimintojen toteuttavat komponentit. 
Komponentti on toteutettu luokkakomponenttina. Tällainen komponentti määritellään 
luokaksi (class), joka perii (extends) Component-luokan. Luokan konstruktori saa para-
metrikseen props-objektin, jolla tarkoitetaan komponentin saamia ominaisuuksia. Omi-
naisuuksia eli props-objektia ei ole tarkoitus muuttaa komponentin sisällä, koska Reactin 
sääntöjen mukaan kaikkien komponenttien tulee käyttäytyä puhtaiden funktioiden tavoin 
kunnioittaen ominaisuuksiaan (Components & Props 2020). 
Komponentin tilanhallintaa varten konstruktorissa alustetaan state-objekti, joka kuvaa 
komponentin paikallista tilaa. Tätä tilaa voidaan muuttaa komponentin sisältämillä funk-
tioilla. Tilan muutoksia varten luokkakomponenteissa voidaan käyttää elinkaarifunktioita, 
jotka ajetaan sananmukaisesti komponentin elämänkaaren eri vaiheissa, kuten kiinnitty-
essä, päivittyessä tai poistuessa (kuva 8). 
 
Kuva 8 React-komponentin elämänkaari ja elämänkaarifunktiot (Hamedani 2018).  
Komponentin render-funktio (elämänkaarifunktio) palauttaa JSX-elementin. Render-
funktiossa määritellyt komponentit sisältävät omat render-funktionsa, jotka palauttavat 
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omat JSX-elementtinsä ja niin edelleen. SideNavBar-komponentti renderöi siis 4 itse oh-
jelmoitua komponenttia ympäröivän HTML-koodin lisäksi, joille voidaan välittää tätä 
kautta oleellisia tietoja ja funktioita. Tässä vaiheessa voidaan helposti komponentin 
props-objektin perusteella renderöidä komponentteja tai välittää ominaisuuksia viittaa-
malla this.props-objektiin, joka sisältää kaikki komponentille välitetyt ominaisuudet. 
Alun perin render-funktion lisäksi komponenttiin kirjoitettiin kaksi funktiota, jotka vaikut-
tavat komponentin tilaan, eli state-objektiin. Kummankin funktion tarkoituksena oli hallin-
noida sivupalkin kokoa, eli sitä, näytetäänkö sivupalkki täyslevyisenä vai minimoituna, 
jolloin sivupalkissa näkyy ainoastaan ikonit valikkonimikkeiden tilalla. Toinen funktio hal-
litsi levennyksen ja toinen kavennuksen. Paremmaksi ratkaisuksi todettiin toiminnallisuu-
den toteuttaminen ylemmän tason komponenttiin, jotta palkin leveyden tietoa voidaan 
hyödyntää helpommin sovelluksen sisällön ja muiden elementtien näyttämisessä anta-
malla tieto mahdollisimman ylhäältä ominaisuutena sitä tarvitseville komponenteille. Täl-
löin komponenteille välitetään palkin leveyden tilan kertova minimized-niminen, totuus-
arvon sisältävä ominaisuus, jonka perusteella MinimizeSideButton-komponentti rende-
röidään (esimerkkikoodi 2).  
render() { 
 
return (  
 <nav>  
  <div>  
  <Logo tenant={this.props.tenant}  
    minimized={this.props.minimized}> 
  </Logo> 
 </div>  
 <CreateNewModal  
  tenant={this.props.tenant}  
  minimized={this.props.minimized}> 
 </CreateNewModal>  
 <div id="main-menu">  
<NestedList actions={this.props.actions}  
    minimized={this.props.minimized}  
    history={this.props.history> 
  </NestedList>  
 </div> {!this.props.show ? (  
 <div>  
 {!this.props.minimized ? (  
<MinimizeSideButton  
 id="minimizeSideNav"  
 onClick={this.props.sideNavMinimizeHandler}>  
   <FontAwesomeIcon icon={AngleDoubleLeft} /> 
 </MinimizeSideButton>):  
(<MinimizeSideButton  
 id="openSideNav"  
 onClick={this.props.sideNavMinimizeHandler}>  
 <FontAwesomeIcon icon={AngleDoubleRight}/> 
    </MinimizeSideButton>)} 
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   </div>): ("")} 
  </nav>  
 );  
}}; 
 
Esimerkkikoodi 2. SideNavBar.js-komponentin render-funktio.  
 
Edellä mainittu MinimizeSideButton-komponentti saa onClick-ominaisuudekseen sivu-
palkin leveyden tilan muuttavan sideNavMinimizeHandler-funktion, joka kertoo sovelluk-
sen tilalle, onko käytössä leveä vai kapea sivupalkki. Tämä muuttaa muita tarvittavia 
komponentteja, jotta kaikki komponentit piirtyvät oikein käyttöliittymään (kuva 9). 
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Kuva 9 SideNavbar.js-komponentti käyttöliittymässä levennettynä ja kavennettuna. 
 
Koska sovelluksen käyttäjäkunnassa suuri osa on mobiilikäyttäjiä, haluttiin käyttöliitty-
män sopivan myös kapealle älypuhelimen näytölle. Kuten kuvasta voi huomata, sivu-
palkki vei kohtuuttoman paljon tilaa, jos näyttö oli kapea. Näin leveällä palkilla sovellus 
olisi käytännössä käyttökelvoton mobiililaitteilla. Tässä kohtaa hyödynnettiin ylemmältä 
layout-komponentilta saatua ominaisuutta, joka muuttaa sivupalkin näkymättömäksi, kun 
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ikkunan leveys on alittaa tietyn pikselimäärän. Tällöin älypuhelimella tai tablettitietoko-
neella käytettäessä yläpalkkiin renderöidään painike, josta sivupalkin saa näkyviin, eikä 
se ole tiellä järjestelmää käytettäessä. Tästä toiminnallisuudesta SideNavBar-kompo-
nentti ei tiedä oikeasti yhtään mitään, sillä suorittava funktio on määritelty ylemmässä 
layout.js-komponentissa, ja toiminta laukaistaan TopNavBar-komponentin painikkeesta 
tai kuuntelemalla ikkunan leveyden muutoksia (kuva 12). SideNavBar-komponentti saa 
ainoastaan ominaisuudekseen tiedon, pitääkö sivupalkki näyttää vai ei, joka päivittyy 
aina, kun sitä hallitsevan komponentin tila päivittyy. 
 
 
Kuva 10 Sivupalkki mobiililaitteella.  
5.1.2 Valikkorakenne 
Graafisen suunnittelun tuloksena saatujen luonnosten pohjalta lähdettiin toteuttamaan 
komponenttia valikkorakenteelle, joka renderöi käyttöliittymään kaksitasoisen rakenteen. 
Rakenteessa osa nimikkeistä on ensimmäisellä tasolla ohjaavia linkkejä ja osa on lisää 
linkkejä avaavia otsikoita. Tämä haluttiin toteuttaa dynaamisesti tavalla, jolla valikko-
nimikkeet voidaan vaihtaa miksi tahansa muokkaamatta nimikkeitä renderöivää koodia. 
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Toteutuksessa valikkonimikkeet luetaan erillisestä JSON-tiedostosta, jossa on määritelty 
valikkonimikkeen tarvitsemat ominaisuudet (esimerkkikoodi 3). 
{ 
 id: 11, 
 name: “Service”, 
 module: “ServiceProject”, 
 access: “reader”, 
 icon: “Build” 
 subitems: [ 
  { 
   id: 111, 
   name: “ServiceProjects”, 
   module: “ServiceProject”, 
   access: “reader”, 
   link: “/linkToServiceProject” 
  }, 
  { 
   id: 112, 
   name: “ServiceJobs”, 
   module: “ServiceProject”, 
   access: “reader”, 
   link: “/linkToServiceJob” 
  } 
 
 ] 
} 
 
Esimerkkikoodi 3. Kaksitasoinen valikkonimike JSON-tiedostossa. 
 
Nimikkeiden lukeminen erillisestä tiedostosta mahdollistaa koko tiedoston vaihtamisen 
toiseen, kunhan tiedoston rakenne ja avainten nimet ovat oikeanlaiset ja valikko piirtyy 
oikein. Tämä helpottaa ylläpitoa, sillä jos valikkonimikkeitä on tarve muuttaa tai lisätä, 
valikon toiminta säilyy ehjänä, vaikka uuden rivin lisäämisessä tulisikin kirjoitusvirheitä, 
ja virheen syy on helppo paikantaa. 
JSON-objekti käydään läpi JavaScriptin filter-funktiossa, joka suodattaa taulukon vali-
tuilla ehdoilla. Taulukosta suodatetaan pois ne, joihin käyttäjällä ei löydy pääsyoikeutta. 
Tämän jälkeen taulukolle suoritetaan JavaScriptin map-funktio. Tämä funktio palauttaa 
jokaista käytyä tietuetta kohden lopulta komponentin, joka renderöi yksittäisen valikko-
nimikkeen. Tässä ensimmäisessä käsittelyssä käydään läpi ensimmäisen tason tietueet, 
jonka jälkeen tehdään uusi käsittely, jos nimikkeellä on sisäkkäisiä nimikkeitä. Tämän 
lisäksi täytyy vielä käsitellä sisäkkäisten nimikkeiden ominaisuudet, jotta ne voidaan ren-
deröidä hyödyntäen tarvittavia komponentteja. 
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Komponentin täytyy myös hallita valikkorakenteen näyttäminen valikon kapeassa tilassa. 
Kuten kuvasta 11 voidaan huomata, valikko on rakennettu eri komponenteista kapeassa 
ja leveässä tilassa. Se täytyy huomioida valikkorakenteen määrittävässä map-funkti-
ossa. Tämä voidaan helposti ratkaista käyttämällä SideNavBar-komponentilta välitettyä 
minimized-ominaisuutta. Sen perusteella voidaan ehdollisesti käyttää eri komponentteja 
valikon renderöimiseen. 
Komponentti saa ominaisuuksikseen valikon leveyden tilan lisäksi koko React-sovelluk-
sen tilaan liittyviä tietoja, kuten historian ja moduulien pääsyoikeudet. Näitä tietoja tarvi-
taan valikkonimikkeiden renderöintiin sekä linkkeinä toimivien nimikkeiden toimintaan. 
Komponentti saa myös setModule-nimisen redux-toiminnon (action). Toiminto asettaa 
sovelluksen tilan tietoihin, mikä sivu on tällä hetkellä käytössä. Tämä on tärkeää, jotta 
sovelluksen muissa komponenteissa tiedetään, mikä ohjelman osa on käytössä, jotta 
sen tiedot osataan hakea oikeassa paikassa. 
5.1.3 Yläpalkki 
Yläpalkin pääkomponentti TopNavBar.js huolehtii navigaatiotiedon näyttämisestä, pika-
hausta ja käyttäjän tietoihin liittyvistä toiminnoista. Kuten monet muutkin komponentit, 
jotka välittävät tietoja alemmille komponenteille, TopNavBar.js välittää React-sovelluk-
sen tilaan liittyviä tietoja ominaisuuksina alemmille komponenteille. Nämä tiedot on mah-
dollista saada hyödyntämällä ’react-redux’-kirjaston mapStateToProps-funktiota. Map-
StateToProps-funktio nimensä mukaan jäsentää sovelluksen tilaobjektin tietoja kom-
ponentin props-objektiin (esimerkkikoodi 4). Redux-kirjastosta ja sen toiminnasta kerro-
taan lisää luvussa 5.2. 
function mapStateToProps(state){ 
return { 
 translations: state.translation, 
sugarHistory: state.sugarhistory, 
searchitems: state.searchItems, 
 }; 
} 
Esimerkkikoodi 4. TopNavBar.js komponentin mapStateToProps-funktio. 
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Tässä komponentissa sovelluksen tilaan liittyviä tietoja haetaan useita, koska kom-
ponentin sisällä olevat komponentit päivittyvät usein. Jos sovelluksen tilaan viittaavat 
haut tehtäisiin useasti päivittyvissä komponenteissa, sovellus voi alkaa toimia hitaasti, 
kun turhia kyselyitä tehdään ilman konkreettista hyötyä. Tämä rasittaa myös käyttäjää, 
jos esimerkiksi pikahaun avaavaa kuvaketta painettaessa jo kerran haetut hakutulokset 
haetaan uudestaan, eivätkä ne jää tarkasteltaviksi.  
Myös moduulin nimen näyttämisen kannalta on oleellista, että tieto säilyy sovelluksen 
tilassa (kuva 11). Moduulin nimi tulisi renderöidä uudestaan vain, jos se muuttuu, sillä 
muuten jokainen siirtymä renderöisi tilan uudestaan, ja nimi välkkyisi yläpalkissa moduu-
lien sisällä siirtyessä. Tämä täytyi kehitysprosessissa todistaa kantapään kautta. Ennen 
tämän ominaisuuden kehittämistä ei ollut tarvetta hyödyntää redux-tilanhallintaa, kunnes 
sen hyötyjen ymmärtämisen jälkeen moni komponentti refaktoroitiin hyödyntämään so-
velluksen tilaa reduxin avulla.  
 
Kuva 11 Moduulin nimi yläpalkissa.  
Pikahaun ja sivuhistorian toteuttamiseen ohjelmoitiin SearchBar-komponentti. Tämä 
komponentti sisältää hakupalkkiin liittyvät toiminnallisuudet, eli hakupalkin klikkaus, ha-
kutulosten kutsuminen rajapinnasta sekä hakupalkin sulkeminen. SearchBar.js palaute-
taan TopNavBar-komponentin render-funktiossa, jonka kautta se saa tarvittavat toimin-
not hakutulosten näyttämiseen. 
Kun hakupalkkia tai suurennuslasikuvaketta klikataan, renderöidään SerachContainer-
komponentti. Siinä näytetään sekä sivuhistoria eli viimeksi käytetyt tietueet että hakupal-
kin tuottamat hakutulokset. Käyttöliittymän toteutuksessa ei ole käytetty animaatioita yh-
tään enempää kuin on nähty tarpeelliseksi, mutta tämä on niistä komponenteista, joka 
tuodaan käyttäjän nähtäville animaation avulla. Animaation toteutuksessa on käytetty 
react-spring-kirjaston Transition-komponenttia yhdessä CSS;n transition-ominaisuuden 
kanssa. React-spring-kirjaston Transition tarjoaa helpon tavan sisällyttää JSX-objektiin 
siirtymiä, eli elementin sijainnin muutoksia sen renderöinnissä sekä poistumisessa.  
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{opened && (  
<div className="boxContent" ref={this.setWrapperRef} >  
<Transition items={1}  
from={{ transform: 'translate3d(40px,-5px, 0)' }}  
enter={{ transform: containermargin}}  
leave={{ transform: 'translate3d(40px,-40px,0)' }}>  
{show => show && (props =>  
  <div style={props}>{searchcontainer}</div>)}  
</Transition> 
 </div>  
)} 
Esimerkkikoodi 5. React-spring -kirjaston Transition-komponentti render-funktiossa.  
Pikahaun lataamista indikoimaan on määritelty pyörivä ikoni. Se renderöidään silloin, 
kun rajapintakutsun suoritus aloitetaan. Tieto latauksen alkamisesta välitetään props-
objektin avulla SearchContainer-komponentille, jossa kyselyn tulokset lopulta renderöi-
dään. Rajapintakutsu suoritetaan, kun hakukenttään kirjoitetaan tarpeeksi merkkejä. On-
nistuneen rajapintakutsun suorituksen jälkeen käyttöliittymään renderöidään tulokset 
(kuva 12). 
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Kuva 12 Pikahaku ja sivuhistoria (viimeksi käytetyt). 
 
5.2 Redux-kirjasto ja tilanhallinta 
Käyttöliittymäkomponenttien haluttiin säilyttävän tilansa silloinkin, kun käyttäjä navigoi 
erilaisiin paikkoihin sovelluksessa. Tätä varten Dan Abramov and Andrew Clark ovat ke-
hittäneet JavaScriptiin redux-kirjaston, joka mahdollistaa sovelluksen laajuisen tilanhal-
linnan yhdellä objektilla.  
Redux ylläpitää sovelluksen tilaa puurakenteisena objektina ”storessa”. Tilaa hallin-
noivaa puuta voi muuttaa ainoastaan lähettämällä ”action” eli objekti, joka kuvaa, mitä 
tapahtui. Määrittääkseen, kuinka actionit muuttavat tilanhallintapuuta, täytyy ohjelmoida 
”reducer”-funktio, joka kirjoittaa puuhun tilan muutoksen. Tyypillisessä redux-sovelluk-
sessa on vain yksi tilaa hallinnoiva store, sekä yksi juuri reducer, joka koostuu pienem-
mistä reducereista. 
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Navigaation toteutusta varten kirjoitettiin oma reducer. Sen tehtävänä oli kirjoittaa tämän-
hetkisen moduulin nimi ja url-osoite moduulin juureen, sekä viimeksi käytettyjen tietuei-
den nimet ja osoitteet ja ikonien avaimet objektina sovelluksen tilaan (esimerkkikoodi 6). 
Tämä mahdollisti sen, ettei näitä tietoja tarvinnut hakea turhaan uudestaan ja moduulin 
nimi säilyi yläpalkissa, vaikka sovelluksissa navigoitiin eri paikkoihin. 
 
export default function navigationReducer(state = initialState, action)  
{ 
 (action.type === types.SET_MODULE) { 
   const navigation = { ...state, module: action.module }  
  return navigation;  
 } else if(action.type === types.READ_SUGAR_PAGE_HISTORY_SUCCESS){ 
const navigation = { ...state, sugarHistory: action.sugarHistory } 
return navigation; 
} else if(action.type === types.SHOW_MODULE_TITLE){ 
  const navigation = { ...state, showModuleTitle: action.show }  
 return navigation;  
}  
else {  
return state;  
} 
} 
Esimerkkikoodi 6. NavigationReducer.js. 
 
Navigaation tilaa hoitavaa reduceria varten täytyi kirjoittaa actionit (esimerkkikoodi 7), 
joita voidaan kutsua komponenteista hyödyntämällä react-redux-kirjaston tarjoamaa 
mapDispatchToProps-funktiota. React-redux-kirjasto on oma kirjastonsa, joka on suun-
niteltu hallitsemaan reduxin toimintojen välittämisen react-komponenteille. MapDis-
patchToProps-funktiota asettaa actionin komponentin props-objektiin, josta se voidaan 
taas välittää ominaisuutena alemmille komponenteille tarvittaessa. Action-funktiot pa-
lauttavat sovelluksen tilaan kirjoitettavan tiedon. Tässä tapauksessa tieto saadaan set-
Module-funktiossa sekä showModuleTitle-funktiossa komponentissa asetetussa ar-
vossa. ReadSugarPageHistory()-funktio puolestaan hakee sugarApi-rajapinnasta tarvit-
tavat tiedot ja palauttaa JavaScript-Promise-objekti, jonka perusteella joko tilaan kirjoite-
taan tai näytetään käyttäjälle ilmoitus, kun dataa ei ole ollut saatavilla. 
 
 
export function setModule(module) { 
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 return {type: types.SET_MODULE, module}; 
} 
export function showModuleTitle(show) { 
 return {type: types.SHOW_MODULE_TITLE, show }; 
} 
export function readSugarPageHistorySuccess(sugarHistory) {  
 return {type: types.READ_SUGAR_PAGE_HISTORY_SUCCESS, sugarHistory }; 
} 
export function readSugarPageHistory() {  
 return function(dispatch) {  
  dispatch(beginApiCall());  
  return sugarApi.getSugarPageHistory().then(history => {  
   dispatch(readSugarPageHistorySuccess(history));  
  }).catch(error => {  
   dispatch(apiCallError(error));  
 dispatch(notifications.notificationError( 
 "ErrorReadingPageHistory"));  
  });  
 }; 
} 
Esimerkkikoodi 7. NavigationActions.js. Action-funktiot palauttavat reducerille toiminnon tyypin 
sekä parametrina saadun arvon. 
5.3 Rajapinnat 
API:t eli ohjelmointirajapinnat (Application programming interface) määrittelevät, mitä tie-
toja ohjelmisto tarjoaa tai vastaanottaa tietoa muille ohjelmistoille tai sovelluksille. Raja-
pinta voi olla joko toiminnallinen, jolloin se tarjoaa toimintoja, kuten laskentaa suorittavia 
funktioita, joilla sovelluksen dataa voi muuttaa ja tallentaa. Rajapinta voi olla myös aino-
astaan datarajapinta, eli sen toimintona on ainoastaan datan lukeminen (Avoimen raja-
pinnan määritelmä 2014).  
Käyttöliittymä tarvitsee tietyissä paikoissa tietoa, joka ei löydy samalta palvelimelta, 
jossa käyttöliittymän tarjoava sovellus toimii. Tämän vuoksi molemmille puolille täytyi 
suunnitella ja ohjelmoida muutama rajapinta. Rajapintojen kirjoittaminen palvelinpäähän 
oli yksi projektin nopeimmista osioista, mutta niiden datan lukeminen, lähettäminen ja 
jäsentely käyttöliittymän päässä osoittautui yllättävän hankalaksi. Osittain asia johtui var-
masti kokemuksen puutteesta, koska rajapinnan datan tallennuksessa hyödynnettiin 
redux-kirjastoa, joka oli itselle se vierain kaikista käytetyistä teknologioista. 
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5.3.1 Moduulien käyttöoikeudet 
Uuteen käyttöliittymään haluttiin saada valikkonimikkeisiin käyttöoikeuksien suodatus, 
jotta valikkonimikkeitä voidaan poistaa tai näyttää sen perusteella, mihin tietueisiin käyt-
täjällä on sallittu pääsy. Koska saman käyttöliittymän täytyy näyttää sekä uuden että 
vanhan alustan nimikkeet, käyttöoikeudet on välitettävä molemmilta puolilta. Tätä varten 
PHP-koodiin kirjoitettiin rajapinta, joka hakee palvelimelta moduulikohtaiset käyttöoikeu-
det. 
Rajapinnan tehtävänä on verrata käyttäjän identifioivan tunnuksen perusteella, onko hä-
nellä oikeus johonkin tietueeseen. Tähän käytettiin PHP:n foreach-toistorakennetta, 
jossa tarkastetaan käyttäjän käyttäjälisenssi, ja sen jälkeen, onko käyttäjällä tähän mo-
duuliin muokkaus-, poisto- tai tuontioikeus (esimerkkikoodi 8). Jos oikeutta ei löydy, tar-
kastetaan seuraava käyttäjälisenssi ja niin edelleen. Jos oikeus löytyy, se lisätään sopi-
vassa muodossa objektiin, rajapintafunktio palauttaa JSON-objektin ja rajapintaa kutsu-
taan käyttöliittymässä tarvittavissa paikoissa.  
 
$accessableModules;  
foreach ($aclModuleList as $module_name => $module) {  
 if ($current_user->license === "admin") {  
  if (checkAccess($module, 'edit', true)  
   || checkAccess($module, 'delete', true)  
   || checkAccess($module, 'import', true)){  
   $accessableModules->$module->roles = array("admin");  
 } 
 elseif ($current_user->license === "superuser") {...} 
Esimerkkikoodi 8. AccessModuleList-funktiossa käydään oikeuksia läpi toistorakenteessa.  
5.3.2 Sivuhistoria 
Aiemmassa käyttöliittymässä suosituksi käyttökohteeksi tullut ”Sivuhistoria” haluttiin si-
sällyttää myös uuteen käyttöliittymään. Sivuhistorian tietueet tulevat vanhan alustan pal-
velimelta, joten ne täytyi jollain tavalla saada toimimaan uudessa käyttöliittymässä. Tästä 
syystä ne täytyi hakea palvelimelta, eikä selaimen tietoja voitu hyödyntää. Ongelma rat-
kaistiin kirjoittamalla PHP-koodiin rajapinta. Rajapintafunktiossa ensimmäiseksi tarkiste-
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taan kutsun tyyppi. Jos se on GET, alustetaan uusi Tracker-olio, joka sisätää sivuhisto-
rian koostamiseen tarvittavat funktiot. Tämän jälkeen toistorakenteessa lisätään oikean-
laiset icon-avaimet konfiguraatiosta, jotta React-sovellus osaa piirtää samanlaiset ikonit 
tietueille (esimerkkikoodi 9).  
public function action_pageHistory() {  
global $current_user;  
$method = $_SERVER['REQUEST_METHOD'];  
if ($method === 'GET') {  
 $tracker = new Tracker();  
 $history = $tracker->get_recently_viewed($current_user->id);  
$module_icons = SugarConfig::instance()->get( 
'react_module_icons', array() 
);  
 foreach ($history as $key => $row) {  
  $image_name = isset($module_icons[$row['module_name']])  
  ? $module_icons[$row['module_name']]  
  : $row['module_name'];  
  $history[$key]['item_summary_short'] = getTrackerSubstring( 
  $row['item_summary'] 
  );  
  $history[$key]['image'] = $image_name;  
 }  
} 
echo json_encode($history) 
} 
Esimerkkikoodi 9. PageHistory-rajapintafunktio.  
 
Rajapinta suunniteltiin palauttamaan sivuhistorian tiedot sopivassa muodossa, jotta ne 
voitaisiin helposti ladata asynkronisesti käyttöliittymään ja jäsentää halutulla tavalla. Ra-
japinnan nimi ei ole täysin kuvaava, sillä kyse ei ole täsmällisesti selain- tai sivuhistori-
asta, vaan todellisuudessa viimeksi käytetyistä tietueista. Tätä nimitystä kuitenkin käy-
tettiin monessa paikkaa koodissa, joten nimeämisen kannalta samojen termien käyttö on 
suotavaa niin kauan, kuin nämä kaksi järjestelmää ovat yhteydessä toisiinsa. 
5.4 React-rajapinnat ulkoiseen sovellukseen 
SugarApi.js on React-sovelluksessa sijaitseva tiedosto, johon on kirjoitettu kaikki van-
haan, tuotantokäytössä olevaan sovellukseen kohdistuvat rajapintakyselyt. Nimi Suga-
rApi tulee sovelluksen käyttämästä SugarCRM-ohjelmistosta, jonka ympärille sovellus 
on rakennettu. SugarApi.js-tiedostossa käytetyt funktiot hyödyntävät Redux reducers -
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toiminnallisuutta, jolla React-sovelluksen tilatietoja voidaan muuttaa, eli haettu tieto säi-
lyy sovelluksen tilassa (state) ilman tallennusta tietokantaan, kunnes tieto haetaan raja-
pinnan kautta uudestaan. 
Rajapintafunktiot voidaan Reduxin avulla antaa komponenteille ominaisuuksiksi props-
objektiin, ja periyttää edelleen ominaisuuksina sisemmille komponenteille. Funktoiden 
toteutukseen käytettiin axios-kirjastoa, joka tarjoaa valmiit funktiot XMLHttpRequest- Ob-
jektien käsittelyyn, mikä mahdollistaa datan pyytämisen palvelimelta. Axios pohjautuu 
JavaScriptin Promise-objektiin, joka kuvaa asynkronisen operaation valmistumisen tilaa. 
Promise-objektin valmistumisen aikana koodia voidaan suorittaa eteenpäin ja palauttaa 
Promisen arvo, kun se on varmasti saavutettu. Tämä mahdollistaa käyttöliittymän suju-
van käytön, vaikka rajapintakutsua suoritettaisiin taustalla. 
Edellisissä kappaleissa mainittujen rajapintojen hyödyntämiseen tarvittiin neljä rajapin-
tafunktiota. Ainoastaan yksi on tietoa sovelluksesta vievä POST-rajapinta ja loput kolme 
tietoa hakevia GET-rajapintoja. Kaikki GET-rajapinnat ovat lähes identtisiä. Niissä ei tar-
vitse antaa parametreja, vaan ainoa yksilöivä asia on ulkoiseen sovellukseen viittaava 
URL-osoite. SugarApin ainoa tietoa lähettävä rajapintafunktio postUnifiedSearchSet-
tings saa parametrikseen käyttöliittymässä asetetut valinnat, jotka se asettaa for-toisto-
rakenteessa JavaScriptin FormData-objektiksi, jotta vastaanottava PHP-palvelinkoodi 
osaa helposti käsitellä sen (esimerkkikoodi 10). 
export function postUnifiedSearchSettings(settings) {  
 const formData = new FormData();  
 for (var i in settings) { formData.append(i, settings[i]); }  
 const options = getRequestOptions();  
return axios.post(“https://testiosoite.org”, formData, options) 
 .then(handleResponse) 
 .catch(handleError); 
} 
Esimerkkikoodi 10. Esimerkki Pikahaun asetuksien tallennuksen rajapintafunktiosta. 
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5.5 Komponenttitestit 
Nykyaikaiseen ohjelmistokehitykseen kuuluu koodin ja toiminnallisuuksien testaus. Tes-
taamalla koodia voidaan välttyä virheellisiltä tuotantojulkaisuilta ja koodin eheydestä voi-
daan olla varmempia, mitä korkeammalla tasolla koodin testikattavuus on. Automaatti-
testaus vähentää olennaisesti koodin korjaamisen tarvetta ja uusia ominaisuuksia kehi-
tettäessä kehittäjä saa välittömän palautteen, jos ominaisuus vaikuttaa negatiivisesti jo-
honkin koodin toiseen osaan. 
Urakointi+-ohjelmiston osalta testausta tehtiin monella eri tavalla yksikkötesteistä laa-
jempiin end-to-end-testeihin. Uuden käyttöliittymän kanssa keskitytään käyttöliittymän 
komponenttipohjaisuuden vuoksi komponenttitestaukseen. Komponenttitestillä tarkoite-
taan testiä, jonka näkyvyysalue rajoitetaan komponentin tai ohjelmiston pienemmän 
osion tasolle. Komponenttitesti voi olla juuri niin laaja tai suppea, kuin yhdeksi kom-
ponentiksi määritelty koodin osa on. Komponenttitestien perimmäinen tarkoitus on ajaa 
näitä komponenteiksi määriteltyjä koodin osia erillään muusta sovelluksesta (Fowler 
2013). 
Komponenttitestauksessa käytettiin kahta JavaScript-kirjastoa Enzyme:a sekä Jest:ia. 
Jest on varsinaisesti testien ajoon käytetty kirjasto. Enzyme taas on React-komponent-
teja varten kehitetty testaustyökalu, joka helpottaa komponenttien ominaisuuksien tes-
taamista. Komponenttitesteissä käytettiin kahdenlaista lähestymistapaa, joista ensim-
mäinen eli snapshot-testaus tarkoittaa sovelluksen renderöidyn käyttöliittymäkomponen-
tin snapshot-kuvan vertaamista referenssikuvaan. Snapshot-testauksella vältetään no-
peasti koodin muuttamisesta aiheutuneet muutokset muissa komponenteissa. 
Enzyme taas mahdollistaa komponenttien ominaisuuksien kuten funktioiden, element-
tien klikkausten ja muun simuloimisen testauksessa. Komponenttien muodostamaa 
DOM-rakennetta simuloimalla myös komponentin tilan muutokset voidaan testata luotet-
tavasti käyttöliittymän toimintojen yhteydessä. 
Testi voidaan toteuttaa asynkronisena funktiona, jolloin voidaan odottaa JavaScript pro-
misen suoriutumista. Funktio voidaan määrittää palauttamaan objektin, johon voidaan 
kohdistaa simuloitu klikkaus. Tämän jälkeen odotetaan, muuttuiko komponentin tila ja 
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kutsuttiinko sellaista funktiota, jota komponentin olisi pitänyt oikeassa tilanteessa kutsua 
(esimerkkikoodi 11). 
function componentTest() {  
 const props = propsTest();  
 const tree = shallow(  
  <QuickSearchSettings {...props}> 
  </QuickSearchSettings>  
 );  
 return tree; 
} 
 
it ("open search settings from icon", async (done) => { 
 var wrapper = componentTest();  
 expect(wrapper.state('open')).toBe(false);  
 wrapper.find('#SearchSettings').at(0).simulate("click"); 
  await new Promise(resolve => setTimeout(() => {  
  expect(wrapper.state('open')).toBe(true);  
  expect(readSearchSettings.mock.calls.length).toBe(1)  
  done();  
 }, timerApiCalls));  
}); 
Esimerkkikoodi 11. Esimerkki komponenttitestistä. 
6 Yhteenveto 
Käyttöliittymäkehitys prosessina on hyvin monitahoinen ja aikaa vievä osa ohjelmistoke-
hityksessä. Prosessin laajuus vaihtelee paljon riippuen työn tavoitteista, kehitystiimin 
koosta sekä kehittäjien taidoista. Tämän työn osalta prosessissa kului paljon aikaa uu-
den opetteluun, iterointiin sekä käyttöliittymän ulkopuolella tapahtuvien asioiden ratkai-
sujen odottamiseen. Työn laajuus ja monimuotoisuus ei luultavammin ole tyypillisintä 
nykypäivän kehitystyössä osana osaavaa kehittäjätiimiä. Vastuulleni kuului sekä tutki-
muksen että suunnittelun ja ohjelmoinnin toteutus. Työ paisui paljonkin alkuperäisen laa-
juuden ulkopuolelle, eikä tässä opinnäytetyössä otettu kantaa kaikkiin asioihin, mitä ke-
hityksen edetessä täytyi pohtia ja ratkaista. 
Käyttöliittymäkehityksen toteutus iteratiivisena prosessina vaikutti tuovan suurta hyötyä, 
kun asianomaiset ihmiset pääsivät seuraamaan ja kommentoimaan tuloksia kehityksen 
edetessä. Tämä aiheuttaa tietysti monen asian hylkäämistä jo nopeasti toteutuksen jäl-
keen. Kuitenkin pitkällä aikavälillä on parempi korjata mahdolliset virheet ajoissa ja tehdä 
käyttöliittymän ensimmäisestä valmiista versiosta jo miellyttävä ja eheä kokonaisuus. 
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Käyttäjätutkimuksen tulokset edesauttoivat käyttöliittymän osien toteutusta, mutta pro-
sessina se oli hyvin hidas ja raskas. Käyttäjädatan kerääminen pelkästään ohjelmiston 
avulla ja sen manuaalinen tutkiminen vei paljon aikaa, tuottaen tulkinnanvaraista tulosta. 
Tämän kokemuksen perusteella käyttäjätutkimuksessa tulisi olla osana myös käyttäjien 
kanssa keskustelua, haastatteluita ja mahdollisesti fyysistä käytön seuraamista, jotta 
käyttäjä voi itse selittää mitä on tekemässä, mitä haluaisi tehdä ja miten asian voisi mah-
dollisesti tehdä toisin. 
Kokonaisuutena tämän kaltainen kehitystyö, jossa ohjelmoija pääsee näin moneen osa-
alueeseen käsiksi, on ainutlaatuinen tilaisuus oppia ohjelmistokehitysprosessin eri vai-
heista ja niiden tärkeydestä. Tätä työtä ei olisi voitu tällä laajuudella tehdä tiukassa aika-
taulussa, sillä asioiden toteuttamista jarrutti ohjelmiston ympärillä tapahtuvat asiat, joita 
ei voitu pitää täysin irrallaan käyttöliittymän kehityksestä. 
Työn lopputuloksena saatiin uusi toimiva käyttöliittymän pohja Urakointi+-projektinhallin-
tajärjestelmään, joka täytti määritetyt vaatimukset. Käyttöliittymällä pystyy navigoimaan 
sekä samalta palvelimelta jaetun sisällön että ulkoisen sovelluksen tarjoaman sisällön 
sivuilla saumattomasti. Käyttöliittymän ulkoasu on nykyaikaisten tapojen mukainen, ja se 
on kehitetty nykyaikaisilla teknologioilla hyödyntäen rajapintoja, joilla voidaan hakea ja 
lähettää tietoja sovelluksen ulkopuolelta. 
Nykyaikaisia käyttöliittymäkehitykseen suunniteltuja teknologioita käyttämällä käyttöliit-
tymän suunnittelu ja prototyyppien luominen ilmeni hyvin nopeaksi ja sujuvaksi. Kompo-
nenttikirjastojen hyödyntäminen tuo omat riskinsä, mutta luotettavien toimittajien kirjastot 
vähentävät kehittäjän taakkaa huomattavasti. 
Työ jätti loputtomasti tilaa jatkokehitykselle, mutta lopputuloksen oltiin tyytyväisiä ja käyt-
töliittymä tulee toimimaan sovelluksen pohjana tulevaisuudessa. Navigoinnin ja yleisen 
sommittelun kehitykseen ei ole lähitulevaisuudessa tarpeita, koska se toteutettiin jousta-
vana uusille ominaisuuksille, joita voi lisätä ja kehittää irrallaan niitä ympäröivistä navi-
gaatiopalkeista. Käyttäjätutkimuksen osalta voisi olla kiinnostavaa tehdä uusi käyttöta-
pauksiin ja käytettyihin polkuihin liittyvä lokimerkintöihin perustuva tutkimus, jolla voitai-
siin verrata näkymien avauksien ja klikkausten määriä parannetulla käytettävyydellä. 
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