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Teaching program  specification and verification  
using JM L and E SC /Java2
Erik Poll
R adboud University, Nijmegen, The Netherlands
A b stra c t. The paper summarises our experiences teaching formal pro­
gram  specification and verification using the specification language JML 
and the autom ated program  verification tool ESC /Java2. This technol­
ogy has proven to  be m ature and simple enough to  introduce students to 
formal methods, even undergraduate students w ith  no prior knowledge 
of formal m ethods and even only very basic knowledge of (Java) pro­
gramming. However, there are some lim itations on the kind of examples 
th a t can be com fortably tackled.
1 In trodu ction
Over the  past years we have taugh t formal program  specification and verifica­
tion using the JM L specification language for Java and the au tom ated  program  
verification tool E S C /Java2  to  a variety of audiences. We have taugh t th is as a 
small m odule as p a rt of larger courses. The m odule consists of a 2 hour lecture to  
introduce the basic concepts and notations, and an afternoon exercise lab. The 
set-up of the  practical work is th a t students anno tate  example code w ith JM L 
contracts -  expressing preconditions, object invariants, and to  a lesser extent 
postconditions -  in response to  feedback from the tool.
We have given such classes to  students taking a course on formal sem antics 
and program  logics (so th a t they  know w hat Hoare triples and weakest precon­
ditions are), bu t m ost classes have been given to  students w ithout any exposure 
to  formal m ethods ap art from basic propositional logic. We have also taugh t the 
m odule to  Inform ation Science1 students who only have very basic knowledge of 
program m ing.
The outline of the  rest of the paper is as follows. Section 2 discusses the 
m otivation and aims for the  course module. Sections 3 and 4 discuss JM L and 
E SC /Java2 , respectively. Section 5 explains the set-up of the exercise classes 
and Section 6 discusses the  pitfalls and lim itations in le tting  students work w ith 
E SC /Java2 . Section 7 gives pointers to  our course m aterial and discusses some 
related  possibilities. Finally, sections 8 and 9 evaluate and conclude.
2 C on text and goals
O ur original m otivation for the  module was th a t in an existing course on se­
m antics and logics students only experienced techniques such as Hoare-logic
1 In Dutch: Inform atiekunde
and w eakest-precondition calculus as paper-and-pencil exercises. We thought it 
would useful if studen ts experienced the possibilities of such techniques in pro­
gram m ing tools, not ju s t to  show the  capabilities of such tools, bu t also to  make 
the connection w ith program m ing as they  know it, in norm al Java ra ther th an  
some toy im perative program m ing language.
As it became apparent th a t students did not really need much theoretical 
background to  do practical exercises using E SC /Java2 , and th a t studen ts found 
them  interesting, we reused the idea in o ther settings, for instance to  make infor­
m ation science students appreciate the im portance of docum enting assum ptions 
and constrain ts as p a rt of specifications.
The aims of the  course are
— to  make students aware of the hidden assum ptions and im plicit constraints 
and design decisions there are in typical program s, or indeed in specifications;
— to  teach them  how such assum ptions and constrain ts can be docum ented in 
contracts, esp. w ith preconditions and invariants, using JML;
— to  let them  experience the added value of doing th is in a formal language 
am enable to  tool support, nam ely th a t they  can run  the  program  checker 
E SC /Java2;
— for students w ith knowledge of program  logics such as Hoare-logic and wp- 
calculi: to  let them  experience w hat using such techniques in practice can be 
like.
To achieve these aims, the  exercises are designed to  include im plicit assum p­
tions th a t are so obvious th a t they  are easy to  overlook (e.g. in the example 
in Fig. 2) and properties where the precision of a more formal language th an  
English (or D utch) is really useful (e.g. in the exam ple in Fig. 1).
3 JM L
JM L is a specification language tailored to  Java. It allows specifications to  be 
added to  Java code, as special com m ents after //@ or between /*@ . . .  @*/, 
in the  Design-by-Contract style of Eiffel [17]. The core constructs of JM L are 
preconditions, postconditions and object invariants2. JM L offers a large range of 
additional constructs, bu t these are typically best avoided by a novice user. The 
initiative to  develop JM L was taken by G ary Leavens [14], bu t it has grown into 
a wide collaboration, w ith m any people contributing  to  the language definition 
and using it as specification language in tools. M any program  analysis tools for 
Java support JM L in one form or another. The original use of JM L was for 
runtim e assertion checking [8], bu t it has also been used by program  verification 
tools, for instance E SC /Java(2) [11,12], JA CK  [6], KeY [1], K rakatoa [16], and 
LO O P [4], and the Java model checker Bogor [19]. For an -  already som ewhat 
ou tdated  -  overview of JM L and JM L tool support see [5]. More on E SC /Java(2) 
below in Section 4.
2 O bject invariants are sometimes called class invariants, bu t in our opinion this is 
confusing terminology.
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E x p er ien ces  w ith  JM L  One of the m ain design goals of JM L is th a t it should 
be easy to  understand  and use for any Java program m er. A lthough the more 
com plicated constructs of the  language are certainly not suitable for the  aver­
age Java program m er (their precise sem antics can still lead to  heated debates 
between experts on the JM L m ailing list), for the  basic JM L constructs, such as 
pre- and postconditions and object invariants, this is in our experience certainly 
the case. After a short explanation of these notions in a lecture all studen ts can 
cope w ith this. Only a m inim al am ount of syntax needs to  be learned, nam ely 
ju s t the keywords r e q u i r e s ,  e n su re s , and in v a r i a n t ,  and the syntax for impli­
cation ==>, bi-im plication <==>, and universal quantification \ f o r a l l .  (To prove 
the point, we will use JM L syntax in the rem ainder of th is paper w ithout any 
further in troduction.)
Only the notion of object invariant requires some a tten tion . Courses on pro­
gram  verification typically include loop invariants, bu t not object invariants. (In 
the practice of w riting m odern OO code, the notion of object invariant m ay well 
be more relevant for studen ts to  know!) Intuitively, the  notion of object invariant 
can be explained as being im plicitly included in the pre- and postconditions of 
all m ethods, and in the postconditions of all constructors. However, one should 
be aware th a t th is is oversimplifying things, and cu tting  some corners! Precisely 
defining the sem antics of the apparen tly  simple notion of object invariant is noto­
riously com plicated in the presence of call-backs, dynam ic binding, subclassing, 
and aliasing. This m ight be an interesting topic to  explore in a more advanced 
course on formal m ethods, bu t is best avoided in a first in troduction  to  the 
notion of Design-by-Contract. More about poten tia l hassle w ith invariants later.
During exercise classes we notice th a t m any students need a h in t before they  
realise th a t a precondition th a t they  keep repeating needs to  be tu rned  into an 
invariant. This is in p a rt caused by the  fact th a t the  work is tool-driven, and 
E S C /Java2  will com plain about missing preconditions, bu t not about missing 
invariants. I t is good to  point out th a t for nearly  every field in a class there is 
an associated object invariant, even if it is ju s t saying th a t some reference field 
t  is never null,
//@ in v a r i a n t  t  != n u l l ;
or some integer field i  th a t is always non-negative,
//@ in v a r i a n t  i  >= 0;
JM L includes the concept of exceptional postconditions, aka s ig n a ls-c lau ses , 
which express the  postcondition th a t holds in case an exception (or an exception 
of a certain  type) is throw n. In our experience, th is notion is best avoided. 
It is very easy to  get confused between specifying when an exception m ay  be 
throw n and when it m u st be throw n. O ur exercises, and indeed the basic setup 
of E SC /Java2 , are geared to  proving the absence of all runtim e exceptions as 
a first step  (and possibly only step!) in the  verification. In our experience ju st 
proving this can expose plenty of im plicit design decisions.
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JM L includes the possibility to  express frame conditions by so-called assignable 
clauses (aka modifies clauses). W hile frame conditions are an interesting con­
cept, and crucial to  the  verification of im perative program s, it is best om itted 
for a first introduction  to  formal program  verification. (By the way, the  notions 
of object invariant and frame condition are the m ost im portan t notions missing 
in trad itional approaches to  program  verification, which ju s t consider pre- and 
postconditions and loop invariants.)
Finally, we noticed th a t some students would include some superfluous uni­
versal quantifications in object invariants. For example, the  invariant about the 
field i  above m ight be w ritten  as
//@ in v a r i a n t  ( \ f o r a l l  SomeClass s ;  s . i  >= 0 ) ;
where SomeClass is the class where the invariant occurs. This is superfluous be­
cause object invariants specified for t h i s  are already im plicitly quantified over 
all objects of the  current class. An invariant w ith such a universal quantification 
is not only bad  style, b u t it also causes com plications in au tom ated  verification, 
as the  use of universal quantification is a m ajor bottleneck for au tom ated  theo­
rem  provers. More on this issue below in our discussion of the  experiences w ith 
E S C /Java2  exercises in Section 5.
4 E S C /J a v a (2 )
E S C /Java  is a program  verification tool developed a t C om paq (formerly DEC, 
and subsequently H P) by R ustan  Leino and his co-workers [11]. After the dis­
banding of th a t research group a t Compaq, David Cok and Joe K iniry have 
led valiant efforts to  keep E S C /Java  alive and further improve it, resulting in 
w hat is now called E S C /Java2  [12]. In the  m eantim e, R ustan  Leino has gone on 
to  develop the  S p ec#  specification language for C #  and the  associated Boogie 
verification tool a t Microsoft research labs [3]3.
ESC stan d  for E xtended S tatic  Checker. The nam e was chosen to  stress 
th a t using the tool is intended to  be sim ilar in experience to  using an au to­
m ated, push-bu tton  sta tic  analysis tool, or a type checker. The tool is geared 
to  a ‘lightw eight’ form of program  verification, i.e. verifying relatively simple 
properties of code ra ther th an  detailed functional specifications. (Indeed, this 
lim itation is one of the  possible pitfalls we discuss later.) Still, the  tool does pro­
gram  verification in the  classical way, using weakest precondition generation4 to  
produce verification conditions th a t are fed to  an au tom ated  theorem  prover, 
Simplify [10]. The users do not see the back-end theorem  prover or the  verifica­
tion conditions th a t are generated, bu t get feedback about violated invariants, 
violated pre- or postconditions or unexpected runtim e exceptions in specific ex­
ecution paths.
The builders of E S C /Java  have been keen to  point out th a t the ir tool is 
neither sound nor complete, bu t aims to  spot as m any poten tia l bugs w ith the
3 See h ttp : / /r e s e a rc h .m ic ro s o f t .c o m /s p e c s h a rp
4 Or strongest postcondition generation, but the user does not even see the difference.
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m inim um  of effort. W hile th is has proven to  be a successful design decision, 
and it is a nice bold sta tem ent to  challenge some fundam entalist doctrine about 
formal m ethods, the disclaim er th a t the tool is not sound can give the wrong 
impression. In our experience, E S C /Java  is a lot “more sound” th an  some verifi­
cation tools th a t do not make such explicit disclaimers. In particular, E S C /Java  
takes a rigorous (albeit not com pletely sound) approach to  ensuring th a t object 
invariants are not broken, where it makes worst case assum ptions about po ten­
tial aliasing. Note th a t trad itional Hoare logics or weakest precondition calculi 
do not take into account the notion of object invariant (or indeed aliasing), thus 
ducking th is m ajor com plication in program  verification.
5 S im ple exercises using JM L and E S C /Java2
For practical exercises we provide students w ith example program s th a t they  
have to  anno ta te  w ith JM L and for which they  possibly have to  correct bugs in 
the Java code. They have to  add specifications, either in response to  warnings by 
E S C /Java2  (initially about unexpected runtim e exceptions, la ter also about bro­
ken invariants and preconditions), or to  formally express informal specifications 
th a t are given to  them .
We do these exercises in a term inal room  where there is some help around to  
answer questions and sometimes point studen ts in the right direction. We have 
typically had  20 to  30 students doing the  exercises, w ith initially  three people 
around to  help, bu t once the initial peak of questions and technical hassle in 
getting  things to  work has passed two people can cope easily. P lenty  of students 
will m anage to  do the exercises on their own m achine w ithout any help.
E x p er ien ces  u sin g  E S C /J a v a 2
It is nice to  see students realising the  added-value of formal specifications, in 
th a t tools can help them  to  spot bugs, including some subtle bugs th a t are 
very easy to  overlook. Also, it brings home the message about the im portance 
of m aking im plicit assum ptions and design decisions explicit, not ju s t for tools 
to  make sense of code, bu t also for hum ans to  understand  the code. Of course, 
in standard  program m ing courses students will be taugh t to  docum ent design 
decisions, as informal com m ents in code, bu t then  there is typically no tool 
actually  using these com m ents, so th a t w riting the  docum entation is only ex tra  
work w ithout any im m ediate benefit.
Of course, the  exercises are designed to  illustra te  th a t knowing which object 
invariants hold is useful, if not crucial, to  de-bug code. In all honesty, some parts 
of our sample program s have been very carefully crafted to  contain subtle bugs 
th a t formal specifications will reveal.
There are some simple practical tips th a t can help the  students. Splitting 
large invariants w ith conjunctions into smaller ones will improve feedback from 
the tool. Adding a s s e r t  annotations to  the  code -  to  find out w hat holds or
5
/*  O bjects o f t h i s  c la s s  re p re s e n t  euro  am ounts. For exam ple, an Amount 
o b je c t w ith  euros == 1 ce n ts  == 55 r e p re s e n ts  1 .55 euro .
1) We do n o t want to  re p re s e n t 1.55 euro  as an o b je c t  w ith
euros == 0, c e n ts  == 155 
S pecify  an in v a r ia n t  th a t  r u le s  t h i s  o u t.
2) We do n o t want to  re p re s e n t 1.55 euro  as an o b je c t  w ith
euros == 2, ce n ts  == -45 
S pecify  one (o r more) in v a r ia n t ( s )  th a t  r u le  t h i s  o u t.
* /
p u b lic  c la s s  Amount{
p r iv a te  i n t  c e n ts ,  eu ros;
p u b lic  A m ount(int e u ro s , i n t  c e n ts ){  
t h i s .e u r o s  = eu ros; 
t h i s .c e n t s  = c e n ts ;
}
p u b lic  Amount n e g a te (){
r e tu r n  new A m o u n t(-c en ts ,-eu ro s);
}
p u b lic  Amount add(Amount a){
i n t  new_euros = euros + a .e u ro s ;  
i n t  new_cents = c e n ts  + a .c e n ts ;  
i f  (new_cents < -100) { 
new_cents = new_cents + 100; 
new_euros = new_euros -  1;
}
i f  (new_cents > 100) {
new_cents = new_cents -  100; 
new_euros = new_euros -  1;
}
i f  (new_cents < 0 && new_euros > 0) { 
new_cents = new_cents + 100; 
new_euros = new_euros -  1;
}
i f  (new_cents >= 0 && new_euros <= 0) { 
new_cents = new_cents -  100; 
new_euros = new_euros + 1;
}
r e tu r n  new Am ount(new_euros,new_cents);
}
}
Fig. 1. Exam ple exercise, w ith a non-trivial invariant to  specify
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p u b lic  c la s s  Taxpayer {
boo lean  isF em ale , isM ale , isM arried ;
Taxpayer f a th e r ,  m other, spouse;
//@ in v a r ia n t  isM arried  ==> sp ouse .spouse  == t h i s ;  
i n t  age, tax_allow ance;
//@ re q u ir e s  newSpouse != n u l l ;  
p u b lic  vo id  m arry(Taxpayer newSpouse) { 
spouse = newSpouse; 
isM arried  = t r u e ;
}
p u b lic  vo id  d iv o rc e ()  { 
sp ouse .spouse  = n u l l ;  
spouse = n u l l ;  
isM arried  = f a l s e ;
}
Fig. 2. Fragm ent of an example exercise, w ith an initial a ttem p t at capturing some of 
the (many!) implicit invariants involved and preconditions needed to  ensure th a t none 
of these are broken.
does not hold a t a particu lar program  point -  is a useful way to  figure out why 
som ething fails to  verify.
Som ething th a t we did not anticipate was th a t for some students E S C /Java2  
is their first experience of using an au tom ated  theorem  prover. Simplify, the  back­
end theorem  prover of E SC /Java2 , is quite good a t propositional logic, so it is an 
eye-opener for some students th a t they  can use the tool to  spot some less obvious 
consequences of their specifications, for instance when they  are struggling with 
subtly  different form ulations of object invariants for the  example in Figure 1. 
For example, after specifying (incorrectly, by the way)
//@ in v a r i a n t  e u ro s  > 0 ==> c e n ts  > 0;
//@ in v a r i a n t  e u ro s  < 0 ==> c e n ts  < 0;
E S C /Java2  will point out errors in claims such as
som em ethod(){
//@ a s s e r t  ! (e u ro s  <= 0 & c e n ts  => 0 ) ;
}
at particu lar program  points.
A danger when using an au tom ated  program  verification tool like E S C /Java2  
is th a t studen ts end up ‘m indlessly’ try ing out specifications to  stop the  tool from 
complaining, w ithout really th inking about the m eaning of the  specifications they  
write. I t is useful to  ask them  questions to  reflect on w hat they  are doing and
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why. Having them  work in pairs and discuss w ith others helps here. I t is also 
useful to  let students exam ine the  code, and make them  th ink  about possible 
object invariants, before le tting  them  use the tool.
One cause for confusion for students is th a t they  initially  do not realise 
th a t program  verification is done in a m odular fashion, per-m ethod or per- 
constructor. If m ethod m() calls m ethod n ( ) ,  then  when the  tool verifies m() it 
will only use the contract for m ethod n ( ) ,  and not look a t its code. This means 
th a t the tool will com plain about program s th a t are -  in the  eyes of the  student
-  obviously correct, because they  know the code of n ( ) .
There is a deeper reason for th is m odularity, nam ely th a t m ethod n m ay 
be overridden in a subclass. JM L enforces the notion of behavioural sub typ­
ing, which says th a t any m ethods overridden in a subclass have to  satisfy any 
contracts w ritten  in the  parent class.
The same issue of m odularity  can also cause some confusion w ith construc­
tors and invariants. For example, students are typically surprised th a t the tool 
complains about an integer field n potentially  being negative, even if all con­
structors obviously initialise n to  a non-negative value, and no code anywhere 
assigns negative values to  n. In such cases the  im plicit invariant needs to  be 
m ade explicit, by adding
//@ in v a r i a n t  n >= 0;
to  the  code.
The same deeper reason for th is applies, of course: there could be constructors 
in subclasses th a t fail to  establish the property, or m ethods th a t break it. Or, 
simpler still, someone m aking changes to  the  code of the  original class could 
unw ittingly break such representation invariants. Of course, the  whole point of 
explicitly docum enting design decisions -  such as which invariants are supposed 
to  hold -  is to  avoid such problems.
6 L im itations and p itfa lls in th e  use o f E S C /Java2
It would of course be nice to  move to  more am bitious program s for students 
to  specify and verify, and also program s they  w rite themselves, ra th e r th an  
program s th a t are given to  them . However, there are some practical lim itations 
to  be aware of:
1. Firstly, there is the lim ited power of the back-end au tom ated  theorem  prover. 
If specifications become too expressive, the  verification conditions m ay be 
too  com plicated for the theorem  prover.
This problem  typically surfaces when people try  to  w rite detailed function 
specifications th a t involve universal quantifiers. For example, a ttem p ts  to  
verify the full functional correctness of some sorting algorithm  -  one of the 
standard  examples in trad itional course m aterial on program  verification -
8
are unlikely to  be successful5. Here the fact th a t the  user doesn’t  get to  see 
the back-end theorem  prover becomes som ething of a disadvantage. The user 
notices th a t the  tool cannot prove a specification, bu t cannot see where it 
goes wrong or where it misses some additional inform ation. (By the way, 
exercises where there are some relatively basic properties to  specify, such as 
object invariants, are in our opinion more realistic th an  the  examples involv­
ing full-blown functional specifications th a t trad itionally  feature in course 
m aterial on program  verification! For larger program s functional specifica­
tion  quickly becomes infeasible, bu t specifying more basic properties, such 
as object invariants, rem ains feasible and interesting.)
2. A second lim itation  is the need for A PI specifications. To verify a piece of 
code one will need formal specifications of any API m ethods it uses. There 
have been some collective efforts to  w rite JM L specifications for p arts  of 
the Java API (see h t tp : / /w w w .jm ls p e c s .o rg ), bu t these only cover small 
p arts  of the  A PI. Moreover, not only the absence of API specifications can 
be a problem , bu t also their presence  can be: if the  specifications are too 
expressive, one runs into the first lim itation  m entioned above.
3. A th ird  lim itation  is a more fundam ental com plication for program  veri­
fication of object-oriented program s, or indeed any im perative programs: 
aliasing, especially the  way it in teracts w ith the m eaning of object invari­
ants.
Intuitively, during the  execution of a m ethod  the  invariant of the  current 
object m ay tem porarily  be broken, as long as it is re-established at the end. 
However, an additional com plication is th a t invoking a m ethod on one object 
m ay break the  invariant of another object. This m ay happen  if the invariant 
of the one object refers to  field of the o ther object, or if the  object have fields 
th a t could potentially  be aliased. E S C /Java2  is quite good (or, a less positive 
way of phrasing it, extrem ely paranoid) when it come to  spo tting  potential 
trouble caused by aliasing. If two different objects have fields of com patible 
types, E S C /Java2  will consider the  (worst case) scenario th a t these objects 
m ay be aliased, unless specifications explicitly rule th is out.
This is probably  the m ajor source of confusing error messages th a t E SC /Java2  
m ay report to  the unsuspecting user. There are ways to  solve these issues, 
bu t sim ply spotting  the source of the  problem  can be tricky.
4. Finally, there are lim itations to  the  Java features th a t E S C /Java2  can han­
dle. M ost im portantly, it does not support generics. The ongoing evolution 
of a program m ing language such as Java poses a serious challenge to  the 
developm ent of tool support, despite ongoing initiatives such as JM L4 [7].
We have given one course where students did use E S C /Java2  on code th a t
they  wrote themselves from scratch. In th a t course students wrote Java C ard
5 In private communication, Cormac Flanagan has reported good experiences with 
letting students write an im plem entation of quicksort for which they have to  check 
a partial specification, which only states th a t the result array is sorted, not th a t it 
is a perm utation  of the input array; this is still simple enough to  avoid running into 
this problem.
9
code, for execution on sm artcards. For Java C ard applications the pitfalls men­
tioned above can be avoided:
1. By instructing  students to  specify only very simple properties (basically, 
absence of runtim e exceptions), the first pitfall can be avoided.
2. Because Java C ard  provides only a very lim ited API, and there are good 
specifications for th is entire A PI [18], the second pitfall m entioned above 
can be avoided.
3. Because Java C ard  program s are not very object-oriented -  m ost objects are 
ju s t arrays -  problem s w ith aliasing are relative easy to  control.
4. Finally, there are no generics in Java Card.
Not surprisingly, m any program  verification tools for Java have focused on Java 
C ard as an interesting application area, e.g. [6,16,1]. The fact th a t sm artcard  
code is hard  to  debug -  in the  absence of a screen, you cannot debug by adding 
p rin tln ’s to  the  code -  was a nice additional m otivation for students to  verify 
the code. Still, w riting Java C ard code is som ething of an obscure specialism, 
and installing th is software on sm artcards requires special skills, so th is idea is 
not easy to  re-use by others.
7 P oin ters and related  too ls
All m aterial we use is available on-line6. Much more teaching m aterial using 
JM L is available via the  JM L website7. There is a mailing list8 to  get help from 
experienced E S C /Java2  users, should th a t be necessary.
For years we have used the  stand-alone version of E S C /Java29 which can be 
run  from the W indows, Linux, UNIX, or MacOS com m and line, and proved easy 
to  install. There are now also stable versions of E S C /Java2  available as Eclipse 
plugin, in the  form of the  M obius P rogram  Verification E nvironm ent10, which 
is also in tegrated  w ith the  JM L4 initiative [7]. Beware th a t some of the  earlier 
a ttem p ts  a t Eclipse plug-ins for E S C /Java2  m ight not be easy to  install.
A more am bitious course th a t aims a t a thorough in tegration of JM L (as well 
as BON) into a software engineering course, has been developed by Joe K iniry 
and Daniel Zim m erm an [13].
There are o ther program  verification tools th a t one could use for exercise 
courses, notab ly  S pec# /B oogie  [3] for C # , or KeY [1] or K rakatoa [16] for Java. 
For S p ec#  there have been efforts to  improve the handling of set com prehen­
sions such as sum, min, and m ax to  make the S p ec#  program  verifier capable of 
verifying standard  tex tbook examples fully autom atically  [15]. KeY and Kraka- 
toa can expose more of the ir in ternal working, which m ay be useful as p a rt of
6 From h ttp : //w w w .c s .ru .n l/~ e r ik p o ll/T e a c h in g /JM L
7 At h ttp ://w w w .jm lsp e c s .o rg /te a c h in g .sh tm l
8 h ttps://lists.sourceforge.net/lists/listinfo/jm lspecs-escjava
Available from h ttp ://k in d .u c d .ie /p ro d u c ts /o p e n so u rc e /E S C Ja v a 2
Available from h ttp : //k in d .u c d .ie /p ro d u c ts /o p e n s o u rc e /M o b iu s
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a course on say Hoare logics, where would want to  show the in ternal workings, 
and not ju s t use the program  verifier as a black box. The KeY tool supports a 
simple while-language th a t could be used for th is purpose [2]. Teaching m aterial 
for the KeY tool is available from h t tp : / /w w w .k e y - p r o je c t .o r g / te a c h in g .
Instead  of program  verification there is also the possibility to  let students 
use a runtim e assertion checker for JM L, for instance using the  JM LU nit com­
bination of JM L runtim e assertion checking w ith JU nit [9]. Beware th a t the 
collection of JM L tools available of the  web, including JM L2, JM L4, JM L5, and 
O penJM L, can be a b it bewildering.
8 E valuation
This JM L and E S C /Java2  m odule has only been a small p a rt in larger courses 
(in the order of one week in a 14 week term ). Since course evaluations (via web 
questionnaires) are done for a course as a whole, these do not provide a lot of 
detailed inform ation about th is particu lar module. Still, students do regularly 
m ention it as the  m ost interesting p a rt of the course in the section for open 
com m ents on the evaluation form. This confirms a lot of positive feedback we 
get from students in class.
The experience helping out during the exercise classes does confirm th a t 
the messages th a t the  course tries to  make come across. B ut ap art from doing 
the exercises, there is no additional exam  th a t would allow a more im partial 
assessment if the course m eets its aims.
The m ain difference we noticed between inform ation science students and 
those having some background in formal m ethods is th a t the la tte r are much 
more a t ease w ith using propositional logic.
9 C onclusions
The good news is th a t program  verification technology in tools such as E S C /Java2  
is m atu re  enough for any  studen t to  use -  even first year undergraduates, and 
even as p a rt of courses which are n o t specifically about formal m ethods, such 
as stan d ard  program m ing or software engineering courses. I t is straightforw ard 
to  explain students w hat they  need to  know in a two hour lecture and then  let 
them  play w ith the tool in a practical session for a couple of hours. I t seems a 
missed opportun ity  if not all com puter science students experience using such a 
program  verification tool. The theory  of program  verification m ight be relegated 
to  more specialised (M aster) courses th a t not all students take, bu t the use of 
verification tools should not be.
The bad  news is th a t the  use of the tool is best lim ited to  controlled ex­
perim ents, where the students work w ith (essentially toy) program s th a t are 
supplied, ra ther th an  code they  develop themselves, to  avoid running into the 
problem s m entioned in Section 6. Moreover, trad itional program  verification 
exercises, th a t involve detailed and com plete functional specifications are best
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avoided, as explained in Section 6, though these m ight be feasible using S pec# , 
as discussed in Section 7.
An im portan t positive aspect of using JM L is th a t students see th a t formal 
program  specification and verification can be applied to  a real program m ing lan­
guage, Java, ra ther th an  some toy while-language or guarded com m and language. 
A nother positive aspect of getting  students to  use tools is th a t they  experience 
the poten tia l added value of w riting formal specifications, nam ely th a t tools can 
them  help them  to  identify bugs and expose im plicit hidden assum ptions. We do 
not th ink  it is a good idea to  let students w rite formal specifications w ith o u t ever 
letting  them  experience using a tool th a t shows them  w hat the  poten tia l benefits 
m ight be. Most im portan tly  perhaps, m ost students seem to  enjoy playing with 
E SC /Java2.
A ck n o w led g em en ts  C redit goes to  the m any people have contribu ted  to  the 
developm ent of E SC /Java(2) over the  years. E S C /Java  was designed by Rus­
tan  Leino and Jim  Saxe, and developed w ith help from Corm ac Flanagan, 
Rajeev Joshi, M ark Lillibridge, Todd Millstein, Greg Nelson, Raymie S tata , 
and Caroline Tice. The E S C /Java2  initiative has been led by Joe K iniry and 
David Cok, and includes contributions from Patrice Chalin, Julien Charles, Der- 
m ot Cochran, M atthew  Dwyer, A rnout van Engelen, Alexander Fuchs, Connor 
Gallagher, Robin Green, R adu Grigore, George Hagen, C lem ent Hurlin, Perry  
Jam es, Mikolas Jano ta , George K arabotsos, H erm ann Lehner, Alan Morkan, 
Michal Mosal, Carl Pulley, Frederic Rioux, Will Sargent, and Aleksy Schubert.
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