Abstract
Introduction
Dealing with the optimization problems using the natural-inspired algorithms, such as the Particle Swarm Optimization (PSO) [1] , Differential Evolution (DE) [2] , Genetic Algorithms [3] , Cuckoo Search [4] , Social Spider Optimization [5] and so on, has attracted great research interest during the recent years. The efficiency of the natural-inspired algorithms can be attributed to the fact that they imitate the best features in nature, which have evolved by natural selection over millions of years. From the well-known No-Free-Lunch theorems, no algorithm can adept at every problem. For example, although the DE exhibits good performances on a lot of problems including nonlinear, multimodal, un-constrained, constrained and so on [2, 6] . The performance of the DE heavily depends on the selected generation strategy and related parameter values used. Inappropriate choices of the generation strategies and parameters may lead to premature convergence [7] [8] .
The natural-inspired algorithms are only based on some abstraction of the nature. As a simplification of the nature, they usually are not perfect. Intuitively speaking, the more the algorithm is true to nature, the more the algorithm can solve problems efficiently and widely. How to extract the intelligence from the nature and design new powerful algorithm is still in progress.
The Bat Algorithm (BA) [9] , proposed by Yang in 2010, is inspired by the echolocation characteristics of bats with varying pulse rates of emission and loudness. It can be viewed to link with the Harmony Search and PSO under appropriate conditions, and has shown
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Bat Algorithm (BA)
Described by its position , velocity , frequency , loudness , and the emission pulse rate ( , -), each bat searches its prey in a D-dimensional space.
Movement of Virtual Bats:
After a random initialization, the new positions (solutions) and velocities at time step t are updated as follows:
Where , -is a random vector drawn from a uniform distribution. * is the current global best solution. Initially, each bat is randomly assigned with a frequency in [ ]. The values of and depend on the domain size of the problem of interest. For the local search part, once a solution is selected among the current best solutions, a new solution for each bat is generated locally according to the following equation:
Where is a random vector drawn from a uniform distribution in the interval [−1, 1] . is the average loudness of all the bats at time step t. The global best solution * can be updated when the best fitness value obtained by all the N bats is superior to the previous ( * ).
Loudness and Pulse Emission:
The loudness and emission rates decrease and increase respectively, only if the new solutions are updated, which means that these bats are moving towards their prey. These can be formulated as follows.
If
Where ( )is a random vector drawn from a uniform distribution. and are two constants, is similar to the cooling factor of a cooling schedule in simulated annealing. The initial loudness 0 and pulse rate 0 are random numbers uniformly distributed in the interval [1, 2] and [0, 1], respectively.
Differential Evolution (DE)
The DE is an evolutionary algorithm. There exist several variants of the traditional DE. The DE/rand/1/bin scheme of Storn and Price [19] is chosen in this work for a general description. In the DE algorithm, candidate solutions are represented as chromosomes in a vector like ⃗⃗⃗ = ( 1 2 ) where , -, , -The solutions are randomly initialized in the D-dimensional search space. They can evolve by undergoing simple operations of mutation ⃗⃗⃗⃗⃗ , crossover ⃗⃗⃗⃗ and selection ⃗⃗⃗⃗ . 
Where , -, -is randomly selected, ( ⃗⃗⃗⃗ ) denotes the fitness value of the ith individual at t time step.
( ) is a positive parameter for scaling the difference solutions.
( ) is the crossover rate.
The Feasibility-based Rules
The feasibility-based rules [20] used in this paper are illustrated as follows.
(1) Any feasible solution is superior to any infeasible solution.
(2) Between two feasible solutions, the one having a better objective function value is preferred.
(3) Between two infeasible solutions, the one having a smaller constraint value is preferred.
To summarize, these rules are to choose a solution that lies closer to the feasible region.
3. Hybrid BA with DE strategy
The Basic Idea of BADE
Bats use echolocation to detect prey and discriminate different types of insects even in the dark. Hence bats are sensitive to the sounds. Bats usually feed on insects, which can emit sound. In a specific habitat, there exist a group of bats, some of which may simultaneously forage for food. Thus bats may be subjected to the noise and interference induced by their prey and their partners. Comprehensive study has suggested that bats seem to be able to discriminate targets by the variations of the Doppler Effect induced by the wing-flutter rates of the targeted insects [21] .
As the simplification of the bats" behaviors, the other bats" and insects" interferences for the bats are not considered in the basic BA. To make the virtual bats resemble the realistic bats is the main idea in this work. In this paper, the living environments the bats inhabit would be integrated into the BA.
Through integration of the mutation operator in the DE/rand/1/bin scheme with the BA, the insects" interferences for the bats can be visually simulated as a stochastic decision. The insects" interferences for the bats only exists when rand (0, 1), a uniform random number in [0, 1], is smaller than CR. Here CR is the crossover rate in DE. Consider three different individuals interfere with the virtual bats. If the interference is strong enough that the virtual bats cannot distinguish the targets by themselves, they will follow the clues suggested by the interference. Otherwise, they will continue searching for their targets using their own strategies.
For simplicity, the swarm"s mean velocity is simulated as the other bats" effects on the bats. Figure 1 is a good case to illustrate that it may contribute to help the virtual bats to find the prey by considering the swarm"s mean velocity.
Figure 1. The Swarm's Trajectory
Without considering the swarm"s mean velocity, the bat i will be located at (1), (2) and (3). However, following this direction, bat i will be far away from the optimal solution. If the opposite swarm"s mean velocity is considered, the situation will be improved. Compared with ⃗⃗⃗⃗⃗⃗⃗⃗⃗⃗ can be closer to the optimal solution than :1 , when we use the equations (1), (12) and (3) to update the new location (solution).
:
Where ( ) 2 (− ) are two random vectors drawn from a uniform distribution.
Moreover, consider a following situation. Bats would not find a better food than their previous ones during several time step (G), and they have eaten up their food. Then they may go to another place to forage for food. For simplicity, this situation can be simulated as follows. All the bats" loudness would be initialized again. Their pulse rates can be temporarily set to a high value, hence the bats can search globally.
Using the criteria above, the virtual bats in the proposed algorithm can be more lifelike than the ones in basic BA, thus helping them escape from the local optima.
Main Procedure of BADE
The main procedure of the BADE can be described as follows.
Step 1 Initialization 1.1 Initialize N bats" positions , velocities ( , -) in a D-dimensional space, and initialize the associated parameters, such as frequency , pulse rates , and the loudness .
1.2 Evaluate the fitness value of each bat by the objective function ( ) and the constraint value of each bat by the constrained functions. Step 2 Update solutions. While t < Max number of iterations (M)
Step 2.1 Generate offspring (solutions) :1 using the equations (1), (12) Accept the offspring :1 as the new solutions. Increase , and reduce using the equations (7) and (8) . End if
Step 2.5 Rank the bats and find the current best * .
Step 2.6 If * does not improve in G generations. Reinitialize the loudness , and set the pulse rates , which is a uniform random number between [0.85, 0.9]. t = t + 1.
End while
Step 3 Update the best * .
Computational Complexity of BADE
The computational complexity of the BADE can be estimated. M stands for maximal iteration number. In the BADE, the "worst-case" complexities are described as follows.
1) In Step 1.1, the time complexity of initializing N bats is ( + ). 2) In Step 1.2, evaluating N bats" fitness values and constraint values is ( ).
3) In
Step 2, the time complexity is ( ). 4) In other steps, the computational complexity is rather simple, and can be neglected. To summarize, the overall computational complexity of the BADE is ( ).
Validation and Comparison
In order to verify the efficiency of the BADE, and illustrate its superiority over other methods, some well-known benchmark problems and real-world engineering designs are used to investigate the performance of the algorithms. In all case studies, the statistical results have been obtained, based on 100 independent trials for each of the algorithms. The number of iterations is 1,000 in each trial. For a fair comparison, the population size in each algorithm is set to be the same. Table 1 presents the details about the parameters of the BADE, BA and DE. 
Benchmark Problems
In this section, a total of nine benchmark problems [22] [23] are used to demonstrate the BADE"s superiority over the basic BA and DE. These problems are presented as follows. , the optimal solution is at * = ( ), where ( * ) = 13.59085. Table 2 presents the statistical results obtained by the BADE, BA and DE. It clearly shows that the proposed algorithm outperforms the BA and DE for solving all these problems in terms of optimization accuracy and robustness.
As illustrative examples, two complex problems are chosen to show the convergence performance of the three algorithms. Note that different strategies of the vertical axis are used in Figure 2 and Figure 3 to obtain a visible comparison result. In Figure 3 , a logarithmic (base 10) scale is used for the vertical axis, while the vertical axis in Figure 2 is divided by the optimal value of the problem F1.
It can be figured out that BADE can yield a better convergence performance than that of the BA and DE. Thus the proposed algorithm successfully enhances the bat algorithm"s performance. 
Applications of BADE in Engineering Design
(1) Cantilever beam. The structure of a cantilever beam with square cross section [4] is shown in Figure 4 . The design variables are the heights (or widths) of the different beam elements. The beam is rigidly supported at node 1. There exist five nodes. A given vertical force acts at node 6. Here, the thickness (t), which is set to 2/3, is held fixed. Table 3 shows the optimization results obtained by BADE and other algorithms. It clearly shows that the solution achieved by the BADE is slightly better than that of others. The constraint value is * = -7.12208e-13, which means the best solution achieved by BADE is feasible. (2) Welded beam design. The schematic of the welded beam [3] , shown in Figure 5 , is described by four design variables, which are h ( 1 ), l ( 2 ), t ( 3 ), and b ( 4 ). This design is to find a minimum total fabricating cost, subject to the constraints on the shear stress , bending stress in the beam , buckling load on the bar , and deflection of the beam , and side constraints. Table 4 summarizes a comparison of the results obtained by the BADE and other optimization methods [1, 3, [5] [6] 25] . BADE can yield a better result than the results reported by Coello et al. [3] and He et al. [1] , and has a comparable optimization accuracy with that reported by Coello et al. [25] , Zhang et al. [6] and Cuevas et al. [5] . However, BADE performs more stable than all the methods. The best solution obtained by BADE is feasible.
The constraint values are * = (0, 0, -5.55112e-17, -0.23554, -2.72848e-12). It can be draw the conclusion that BADE outperforms all the methods in these literatures for solving this problem.
(3) Coil compression spring design. The coil compression spring [26] (as shown in Figure  6 ) is to minimize the weight of the compression spring, subject to the constraints on the minimum deflection, shear stress, surge frequency, diameter and design variables. Table 5 shows the statistical results obtained by BADE and several other methods [1, [5] [6] [26] [27] . According to the comparison results, the proposed algorithm outperforms the methods reported by He et al. [1] and Gao et al. [26] in terms of optimization accuracy and robustness. Though the results reported by Zhang et al. [6] , Ali et al. [27] and Cuevas et al. [5] have comparable optimization accuracy with that of BADE, BADE shows its superiority over these methods in terms of robustness. The best result achieved by BADE is feasible. The constraint values are * = (0, 0, -4.05379, -0.727729).
Conclusion
A novel hybrid bat algorithm, BADE, is proposed in this paper to enhance the performance of the basic BA. Using the mutation operator in the DE within the BA framework, the insects" interferences for bats can be effectively simulated. The other bats" effects on the bats can be simulated by adding the swarm"s mean velocity to the velocity equation in BA. Having considered the interference induced by other bats and insects, the virtual bats in BADE can be more lifelike than those in BA. Experimental results on a total of nine benchmark problems and three engineering design problems demonstrate that the BADE perform more efficient and robust than the basic BA, DE, and a few other methods. How to use BADE to solve multi-objective optimization problems is worth doing in the future.
