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Resumo
O desenvolvimento de sistemas para gestão de informação baseada na Web pode ser acelerado
através do uso de ferramentas de programação adequadas, permitindo que equipas de progra-
madores rapidamente desenvolvam e disponibilizem soluções eficientes. Aproximações bem
sucedidas assentam no uso de linguagens de domínio especifico (DSL), para a construção de
algumas camadas dos sistemas. Tipicamente, a lógica aplicacional interage com os dados nos
repositórios por meio de queries e comandos SQL. Depois, o código SQL gerado pelo compila-
dor ou interpretador da DSL a partir das descrições fornecidas pelo programador ou utilizador,
vai estar geralmente mal estruturado ou sub-optimizado se não houver cuidado da parte do
optimizador.
Esta dissertação endereça o desenho e validação de um processo de optimização em tempo
de compilação para queries SQL embutidas numa linguagem de domínio especifico, usando a
DSL da OutSystems como um exemplo motivador. O objectivo não é optimizar a execução de
cada query, porque esta tarefa já é bem executada pelo motor da base de dados: a aproximação
seguida neste projecto assenta na identificação e análise de padrões sub-optimizados causa-
dos pela coexistência entre instruções e comandos SQL e os típicos operadores das linguagens
imperativas. De forma a atingir este objectivo utilizamos transformações de código SQL, envol-
vendo junções e reestruturações de queries; análise de fluxo de dados para lidar com o controlo
de dependências entre operações; transformações de programas e técnicas de avaliação parcial,
como movimentação de código e pré-cálculo.
Depois, escolhemos um destes padrões para ser completamente implementado no compila-
dor da linguagem OutSystems. Esta optimização considera a informação recolhida em tempo
de compilação e execução sobre os atributos alterados nas entidades e propaga essa informação
para as novas operações de update parcial.
Esta dissertação apresenta a implementação e validação, através da análise de aplicações
reais, desta optimização, que foi integrada com sucesso e entrará em produção na próxima
versão do compilador OutSystems.
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The development of web based information management systems may be accelerated through
the use of adequate programming tools, enabling teams of programmers to rapidly develop and
deploy efficient solutions. Successful approaches rely on the use of domain specific languages
(DSL), targeting the several tiers of the system to be constructed. Typically, the application
logic interacts with the data repository by means of SQL queries and commands. Then, the
SQL code generated by the DSL compiler or interpreter, from the descriptions provided by a
programmer or user, will be in general ill-structured and sub-optimal if care is not taken by an
optimizer.
This dissertation addresses the design and validation of a compile-time optimization process
for SQL queries embedded in a domain specific programming language, using the OutSystems
DSL as a motivating example. The goal is not to optimize the execution of each query, since
this task is already well addressed by the database engine: the approach followed in this pro-
ject relies on the identification and analysis of sub-optimal patterns caused by the coexistence
between SQL instructions and the typical operators of imperative languages. In order to achieve
this goal we have used SQL source-to-source transformations, involving merging and restruc-
turing of queries and commands; data-flow analysis to deal with dependency control between
operations; program transformation and partial evaluation techniques, like code motion or pre-
fetching.
Afterwards, we have chose one of these patterns to be fully implemented in the OutSystems
compiler. This optimization takes compile-time and runtime information about entity changed
attributes and propagates them to the new partial update operations.
This dissertation presents the implementation and validation, through the analysis of real
applications, of this optimization, that was successfully integrated in the next release of the
OutSystems compiler.
Keywords: Compiler optimizations, Data flow analisys, OutSystems, Partial update, Multi-
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O desenvolvimento de aplicações Web é geralmente um processo complexo e moroso. Muitas
das vezes, quando o produto final chega ao mercado, já chega tarde e ainda com bastantes
imperfeições. Este tipo de aplicações é também caracterizado por ser muito difícil de estender
a novas funcionalidades, tornando-se essa extensão um processo naturalmente lento e de custos
elevados.
Estas condições levam a que surjam alternativas ao método de desenvolvimento habitual,
que fornecem aos programadores níveis de abstracção mais elevados, com o objectivo de au-
mentar os níveis de produtividade.
A empresa OutSystems [1] pretende responder a este cenário de desenvolvimento de soft-
ware, apresentando uma ferramenta capaz de responder a este tipo de desafios: a Agile Platform.
Esta framework, oferece condições para simplificar o processo de criação de aplicações Web,
juntando numa só aplicação a capacidade de criar, integrar e publicar sistemas para gestão de
informação baseada na Web. É possível obter soluções funcionais num curto espaço de tempo
e ir acrescentando novos componentes à medida que as necessidades aparecem. Isto permite
acelerar a apresentação de versões provisórias e introduzir modificações rápidas nos programas
de acordo com o feedback dos clientes, aumentando o seu ciclo de vida e flexibilidade.
Por outro lado, o elevado nível do estilo de programação e a existência de graus de es-
pecialização muito elevados da parte dos programadores, leva a que o código gerado por tais
ferramentas genéricas seja ineficiente. Nesta dissertação, consideramos o problema de optimi-
zação do código utilizando a plataforma OutSystems como exemplo motivador, onde analisámos
cenários sub-optimizados e propomos as devidas melhorias.
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1. INTRODUÇÃO
1.1 Contexto e Motivação
As linguagens de domínio específico [2] (DSL) são linguagens de programação, adaptadas
a um domínio de problemas [3], a uma técnica de representação ou a uma solução particu-
lar. Pretendem restringir as possibilidades dos programadores para o meio para qual foram
desenvolvidas. Alguns exemplos da sua aplicação são a programação comportamento de robôs,
definição de ambientes gráficos ou até simulações físicas.
Algumas ferramentas de desenvolvimento Web, como é o caso da Agile Platform, podem
ter como base uma DSL. Estas linguagens, através de construções simples, vão interagir com
os diversos componentes do sistema facilitando a comunicação com os repositórios de dados
(normalmente definidos em SQL), a manipulação desses dados e sua interface com o utilizador.
Os elevados níveis de abstracção disponibilizados aos programadores tipicamente resultam
em perdas de eficiência por parte da linguagem. O código gerado pelo compilador muitas vezes
não é optimizado, introduzindo overheads significativos resultantes da má estruturação, redun-
dância e excesso de código gerado. Estes problemas geralmente só se começam a manifestar
quando as aplicações atingem dimensões consideráveis. É, no entanto, fundamental que eles
sejam resolvidos automaticamente durante todo o processo de crescimento da aplicação para
evitar modificar todo o código produzido até essa altura.
Neste contexto torna-se essencial proceder a optimizações ao nível do código gerado pelo
compilador. No caso particular das queries, apesar de existir um meio favorável a optimizações
colectivas ao nível dos planos de execução, não se pretende seguir esta abordagem.
A principal motivação incide na existência de padrões de código sub-optimizados que são
comuns nos programas realizados pelos diversos programadores da linguagem. Esses padrões
surgem não só da relação entre diversas queries, mas também da coexistência entre as opera-
ções SQL e primitivas típicas de linguagens imperativas, como decisões, ciclos e afectações.
O seu aparecimento é muitas vezes resultado tanto da falta de expressividade da linguagem
ou elevado nível abstracção, como do estilo ou organização de código standard por parte dos
programadores.
Esses fragmentos de código podem ser optimizados recorrendo a técnicas de reestrutura-
ção do código gerado onde, por exemplo, algumas queries podem ser agrupadas, reescritas,
eliminadas ou movimentadas.
1.2 Sumário do Problema e Solução Proposta
Após a análise de diversas aplicações foram identificados 6 padrões de código frequentes
que são passíveis de ser optimizados. O agrupamento de queries foi um dos principais focos do
trabalho. Foram estudados casos de consultas que podem ser agrupadas de modo a diminuir a
latência das comunicações, aumentar eficiência de ciclos (pre-calculando todos os resultados)
ou união de consultas para recolha de resultados em conjunto.
Embora fosse interessante testar os resultados da optimização de todos estes padrões, devido
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a limitações de tempo, foi apenas possível implementar por completo a solução para um deles e
proceder à devida validação dos resultados. Mas, em todos os restantes casos, foram definidas
as limitações actuais e proposta uma forma de as resolver.
O padrão escolhido para implementação baseia-se na necessidade de introduzir operações
de actualização parcial para as entidades. Actualmente estas operações necessitam que sejam
enviados todos os atributos da entidade no momento da actualização, mesmo que apenas alguns
destes tenham sido alterados. Desta forma, qualquer operação de actualização de entidades,
obriga a que todos os atributos sejam lidos da base de dados, e em muitos casos desnecessaria-
mente.
A solução proposta consiste na propagação, em tempo de compilação, da informação de
quais os atributos que foram modificados ao longo do grafo até à operação de actualização
correspondente. Assim, estas operações terão informação suficiente para seleccionar os valores
que necessitam de enviar e as queries precisarão de recolher menos atributos da base de dados.
Por cima desta optimização, será implementado um mecanismo de verificação em tempo de
execução, que permite avaliar se os valores realmente alteraram de valor. Este mecanismo irá
reduzir o número de atributos enviados nas actualizações, e permitir que nos formulários de
edição só sejam actualizados os valores que o utilizador realmente mudou.
1.3 Objectivos e Metodologias
As alterações propostas a estes padrões sub-optimizados serão essencialmente adaptações
de técnicas gerais de optimização de compiladores. Envolvem a aplicação de conceitos simples
como reposicionamento de código invariante, propagação de valores, restruturação de código e
antecipação ou atraso da avaliação de expressões, embora tendo em conta novos cenários.
Para aplicar estes conceitos, muitas vezes é necessário recorrer a técnicas de análise de fluxo
de dados para propagar informação ao longo dos grafos. Essa informação pode ser essencial
também para calcular dependências entre os diferentes nós. Ao analisar estaticamente o fluxo
de informação de cada aplicação, consegue-se prever o conjunto de dados necessário em cada
operação e assim reduzir ao essencial a informação que percorre os programas em tempo de
execução.
No padrão das actualizações parciais é necessário propagar a informação dos atributos afec-
tados até às operações de actualização das entidades. No fim, essas operações terão informação
suficiente para eliminar os atributos desnecessários e deixar de propagar o seu uso até às queries
que os recolhem da base de dados, optimizando-as e reduzindo o fluxo total de dados em tempo
de execução.
Com este trabalho espera-se também que o restante conjunto de alterações propostas permita
introduzir melhorias significativas nas aplicações. Estes efeitos serão essencialmente notados
ao nível do tempo de execução dos programas. Estas alterações devem reduzir substancialmente
o número de ligações aos servidores, retirando algum overhead introduzido pelo número actual
de pedidos e diminuindo o efeito de engarrafamento (bottleneck).
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O agrupamento de queries deve proporcionar também um melhor uso da cache do lado do
servidor aumentando a performance do sistema pela diminuição do tempo da sua execução.
A execução destes algoritmos terá sempre um efeito negativo na plataforma porque vai
aumentar o tempo de compilação dos programas. Em cada um destes casos haverá a necessidade
de avaliar esse custo e decidir se a sua implementação é vantajosa.
1.4 Contribuições do Trabalho
As contribuições desta dissertação são as seguintes:
1) Identificação de padrões gerais de optimização em linguagens com SQL embutido, proposta
de soluções de optimização para esses padrões e análise dos seus efeitos semânticos na
linguagem.
Usando a DSL OutSystems como caso de estudo, identificámos padrões de código frequentes
que são susceptíveis de optimização usando uma série de técnicas desenvolvidas. Para cada
um dos padrões identificados, estudámos uma solução adequada (em termos gerais) e deter-
minámos em que medida as optimizações sugeridas poderiam (ou não) alterar a semântica
da linguagem e / ou as expectativas do programador. Esta análise foi conduzida com grande
detalhe no caso do padrão de foco "Operações de Actualização Parcial de Entidades", onde
chegamos a realizar inquéritos sobre as expectativas dos utilizadores. Para os restante casos
analisados, esperamos que a informação que produzimos possa facilitar muito a sua análise
e implementação mais detalhada no futuro. (Secção 3.4)
2) Introdução de um algoritmo geral de análise estática, baseada em análise de fluxo de dados
em operações de actualização parcial de entidades, com o objectivo de diminuir a quantidade
de informação manipulada pelos programas. Para o efeito, foi desenvolvida uma extensão
ao algoritmo usual de análise de fluxo de dados (data flow analysis), e uma adaptação de
um algoritmo de análise de actividade (liveness) para tirar partido da informação de fluxo de
dados. Este algoritmo geral foi completamente implementado na versão real da plataforma
OutSystems, devendo vir a ser incluido na nova distribuição (versão 5.0), o que demonstra a
robustez e qualidade dos resultado obtido. (Secção 4.2.2.1)
3) Análise dos ganhos em desempenho obtidos pela solução proposta, incluindo o seu efeito
em aplicações reais de grande dimensão, programadas na plataforma OutSystems. Foi rea-
lizado um estudo extensivo, documentado em várias tabelas comparativas, referindo uso de
recursos (espaço e tempo). (Secção 4.2.3)
4) Definição de um mecanismo adicional de optimização, baseado na combinação de infor-
mação estática (gerada pela análise estática) com informação dinâmica (obtida em tempo
de execução), para melhorar ainda mais os benefícios do nosso algoritmo de optimização.
(Secção 4.2.2.2)
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1.5 Estrutura do Documento
Este documento está organizado da seguinte forma:
• O segundo capítulo faz a ligação dos objectivos desta dissertação com o trabalho re-
lacionado e estado da arte. São apresentados trabalhos e técnicas para optimização de
múltiplas queries, descrito o funcionamento de um optimizador e apresentadas técnicas
para a optimização de compiladores relevantes para este trabalho.
• O terceiro capítulo aborda o enquadramento da dissertação e descreve a arquitectura e
funcionamento da Agile Platform, dando especial relevo à linguagem que vai ser optimi-
zada. São explicadas as construções mais relevantes, os diversos tipos de dados e a estru-
tura do modelo das base de dados. Por fim, são identificados os padrões sub-optimizados
e descritas as respectivas optimizações propostas, dando especial ênfase aquela que foi
implementada.
• O quarto capítulo introduz o restante trabalho realizado no âmbito desta dissertação. Co-
meça por mostrar de forma breve a arquitectura do compilador OutSytems para melhor
compreensão do enquadramento destas optimizações. Depois é descrito o trabalho de es-
tudo, implementação e validação realizado na introdução das operações de actualização
parcial na linguagem.
• Finalmente, a última secção do documento faz o levantamento das conclusões finais sobre




Técnicas de Optimização de Código
Antes de prosseguir para a resolução do problema descrito anteriormente, tornou-se fundamen-
tal rever um conjunto de metodologias e trabalhos relacionados com a temática desta disserta-
ção. Neste capítulo vão ser abordadas duas classes distintas de técnicas. Na primeira secção, são
apresentadas algumas técnicas de optimização de compiladores que englobam mecanismos de
reordenação, factorização de código, análise de fluxo de dados e eliminação de subexpressões
comuns. Numa segunda fase, é abordado o tema da optimização de queries SQL e mostrada
uma visão desde a arquitectura dos optimizadores dos SGBD actuais, até aos métodos utilizados
para optimizar aplicações que manipulam conjuntos de queries.
A escolha destes temas pretendeu abranger ao máximo as dificuldades que pudessem surgir
na elaboração deste trabalho. As técnicas de optimização de compiladores estudadas terão uma
aplicação muitas vezes directa neste trabalho. Por outro lado, os conceitos abordados na parte
do SQL permitiram ter noção das barreiras existentes na manipulação de múltiplas queries e de
algumas técnicas existentes para as contornar, e apesar de tudo não foram tão importantes no
decorrer deste trabalho.
Na conclusão deste capítulo são analisados os aspectos mais importantes destes trabalhos e
das técnicas descritas, fazendo um paralelismo com o trabalho desenvolvido.
2.1 Transformação e Optimização de Programas
A optimização de compiladores é o processo de transformação de código que permite ma-
ximizar a performance dos programas gerados. As optimizações mais habituais englobam téc-
nicas para reduzir o tempo de execução de programas e a utilização de memória. A principal
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premissa de qualquer optimização é que estas nunca vão alterar a correcção dos programas.
Algumas destas optimizações resultam em problemas de elevada complexidade computaci-
onal, que podem elevar muito o tempo de compilação das aplicações, tonando-se indesejáveis
para os programadores devido à alta relação custo benefício.
Esta secção descreve algumas técnicas de optimização de compiladores, organizando-as em
três subsecções. Na primeira, são enumeradas técnicas gerais de análise de fluxo para suporte
à reordenação e remoção de código. Aqui é dada especial importância ao controlo de depen-
dências e às técnicas de análise de fluxo de dados para propagação de informação nos grafos
dos programas. Na secção seguinte é apresentado o problema da identificação e eliminação
de subexpressões comuns. Por último, são discutidas algumas técnicas mais específicas de
factorização de código, que englobam propagação de valores, antecipação de expressões ou
movimentação de código invariante em ciclos.
2.1.1 Análise de Fluxo
As técnicas de reorganização global do código dos programas podem não ser directamente
responsáveis por melhorias na eficiência. Contudo, a sua aplicação poderá fornecer condições
para que outras optimizações actuem de forma mais eficaz.
Ao analisar o fluxo de controlo e de dados recolhemos informação adicional sobre o com-
portamento dos programas que é bastante rica para a aplicação algoritmos de optimização. Por
esta análise observamos que podem existir zonas de código que nunca serão executadas ou que
são executadas em ciclos. Contudo, se precisarmos de proceder a movimentação de código, é
fundamental verificar as dependências entre os conjuntos de dados manipulados em cada ponto
do programa para que a semântica dos programas não se altere. Essas dependências podem ser
calculadas utilizando técnicas de análise do fluxo de dados.
Figura 2.1: Tipos de análise de fluxo
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Os dois tipos de análise de fluxo referidos podem ser realizados ao nível dos programas
(Inter-procedimental), de cada procedimento (Intra-procedimental) ou de cada bloco básico (lo-
cal). A figura 2.1 mostra esquematicamente esta hierarquia.
2.1.1.1 Análise do Fluxo de Controlo
Na generalidade, quando um programa é lido pelo compilador, passa por um conjunto de
operações de análise gramatical sobre o código lido (parsing) até chegar a um resultado final,
que tipicamente é uma árvore sintaxe abstracta (AST). Em algum momento, durante ou após
este processo, o compilador tem hipótese de recolher informação sobre o programa que vai
executar, e como é que essa execução vai ser feita.
O processamento da informação de um programa, de forma a obter este conjunto de dados,
chama-se análise de fluxo de controlo [4]. O primeiro passo desta análise passa por construir
uma estrutura que separa o programa alvo em blocos básicos de controlo, ligando-os sob a forma
de grafo. Os blocos básicos são parcelas de código consecutivas, em que o fluxo de controlo
apenas pode aceder no início e deixar no seu fim (sem jumps intermédios). As arestas desse
grafo representam o fluxo de controlo e a estrutura final tem o nome de grafo de controlo de
fluxo (CFG - Control Flow Graph). Os CFG abstraem a estrutura do programa original num
grafo finito e único para todas as execuções.
Esta análise permite obter informação sobre zonas de código que nunca são alcançadas,
através da simples verificação da existência de nós sem ligações. Cada aresta significa que o
programa pode seguir aquela direcção em tempo de execução. Isto é particularmente útil para
avisar do programador de código que nunca vai ser executado e proceder à sua remoção.
A análise de fluxo de controlo é a base para muitas outras análises estáticas de código,
podendo ser melhorada se acrescentarmos informação dos dados que são enviados entre os
blocos básicos. Essa tarefa cabe à análise de fluxo de dados, que é apresentada na subsecção
seguinte.
2.1.1.2 Análise de Fluxo de Dados
Para as optimizações conseguirem tirar total partido da informação manipulada, o compi-
lador precisa de olhar para o conjunto de dados como um todo e distribuir essa informação
pelos diversos nós do grafo de fluxo. A análise de fluxo de dados [5] é a técnica utilizada para
propagar pelos diversos nós, a informação sobre os dados que estão a ser manipulados.
Os grafos de fluxo de dados (DFG - Data Flow Graph) representam as dependências de
dados entre as diversas instruções dos programas. Cada nó (S) do grafo representa um conjunto
de instruções (um bloco básico ou instruções singulares) e contém uma porta de entrada de
informação (in[S]) e outra de saída (out[S]). A informação que entra em cada nó em in[S], é
manipulada e depois propagada em out[S]. Tipicamente essa manipulação pode ser descrita por
uma função, da seguinte forma:
out[S] = gen[S]∪ (in[S]− kill[S])
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onde cada tipo de nó define as suas funções gen[S] e kill[S]. A equação diz que cada nó pode
eliminar (kill) um subconjunto de elementos do conjunto de entrada e acrescentar nova infor-
mação (gen) a esse conjunto.
Quando a propagação se dá no sentido inverso à execução do programa (backward flow
analysis) usualmente usa-se a seguinte notação:
in[S] = gen[S]∪ (out[S]− kill[S])
que tem o mesmo comportamento, visto que apenas se dá uma troca entre os canais de entrada
e de saída.
Para além disto, cada um dos nós geralmente tem associadas duas listas: def e use. A
primeira representa o conjunto de definições de identificadores geradas nesse nó e a segunda a
lista de identificadores lidos.
De uma forma geral, qualquer tipo de propagação define para cada nó do DFG duas novas
listas de identificadores: in[S] e out[S] e duas funções kill[S] e gen[S]. A próxima subsecção
descreve um algoritmo para propagação desta informação.
2.1.1.3 Método do Ponto Fixo
Num conjunto S de ordem parcial v, são respeitadas as seguintes propriedades:
−v é uma relação em S
− Reflexividade: ∀a ∈ S : av a
− Transitividade: ∀a,b,c ∈ S : av b∧bv c⇒ av c
− Anti-simetria: ∀a,b ∈ S : av b∧bv a⇒ a = b
Esse conjunto é considerado um reticulado (Lattice) se para cada subconjunto não vazio C de S
for possível definir:
• α como GLB (Greatest Lower Bound) de C
·∀x ∈C : α ≤ x
·∀k=LB(S)⇒ k ≤ α
• β como LUB (Least Upper Bound) de C
·∀x ∈C : β ≥ x
·∀k=UB(S)⇒ k ≥ β
Se (S,v) for um qualquer reticulado completo e f : S→ S uma função monótona crescente,
ou seja, ∀x,y ∈ S : xv y⇒ f (x)v f (y), então segundo Tarsky [6], o conjunto de todos os pontos
fixos de f são um reticulado completo respeitando v.
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Isto implica que qualquer função monótona f num reticulado R, tem um único ponto fixo
mínimo, ou seja, um valor mínimo x ∈ R : f (x) = x, e analogamente um único ponto fixo má-
ximo.
O conjunto de informação propagada num DFG corresponde a um reticulado R de tamanho
finito. Quando o grafo tem n nós, qualquer função monótona f : Rn→ Rn que defina as regras
de propagação de um conjunto de nós, pode gerar um reticulado x ∈ Rn : x = f (x).
Se todas as condições acima estiverem reunidas, o ponto fixo máximo pode ser calculado
pelo algoritmo iterativo 2.1.1.






while copy! = r
return (r)
2.1.1.4 Ordenação Topológica
A ordem pela qual são percorridos os nós do grafo pode ter influência no número de ite-
rações realizadas pelo algoritmo iterativo de propagação. A propagação de informação num
grafo estabiliza mais rapidamente, se para cada nó de uma determinada iteração, os seus pre-
decessores já tenham propagado a informação nessa mesma iteração. Em [7] é apresentado um
algoritmo de ordenação topológica para iteração dos nós de um grafo orientado acíclico.
A ordenação topológica dos nós um grafo, pode ser vista como a disposição de todos esses
nós sobre uma linha horizontal, onde cada um têm todas as suas ligações direccionadas para
nós mais à frente nessa linha.
Uma forma simples de implementar este algoritmo (2.1.2) consiste em percorrer repetida-
mente uma lista inicialmente preenchida com todos os nós, retirando da lista a cada iteração,
o primeiro elemento que não tem ligações de entrada (actualizando as entradas dos nós de
destino) até a lista inicial ficar vazia. A complexidade deste algoritmo é no entanto bastante
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elevada: O(n3).
Algorithm 2.1.2: ORDENAÇÃO TOPOLÓGICA(pseudocodigo)
ordered←{}
all←{Node1, ...,Noden}
while all! = {}
do

for each node ∈ all
if node.predecessors = {}
then





A implementação mais típica deste algoritmo envolve uma pesquisa em profundidade em
grafos (DFS: Depth-First Search [8]). Para além da complexidade mais reduzida (apenas O(n)),
em termos de implementação é mais fácil a detecção de ciclos. Este último factor é muito
importante já que foi provado [9] que só se garante que o número de iterações é mínimo em
grafos acíclicos.
Para contornar a existência de ciclos, o método mais utilizado passa pela criação de uma
estrutura DFST [4] (Dept-First Spannig Tree) categorizando as arestas como aresta de avanço,
recuo ou neutra (nenhuma das anteriores).
A implementação actual do compilador OutSystems realiza uma ordenação topológica, ba-
seada no conceito best effort (melhor ordenação possível), uma vez que os grafos são quase
sempre cíclicos.
2.1.1.5 Análise de Variáveis Activas
O método para verificação de variáveis activas (Liveness Analysis) num programa [10] é
um caso clássico de análise de fluxo de dados. Uma variável é considerada activa (live) à saída
de um nó, se existir a hipótese do seu valor vir a ser utilizado mais à frente na execução do
programa.
A solução para este problema consiste na propagação no grafo de fluxo, no sentido inverso
ao da execução, o conjunto de identificadores lidos em cada nó, aplicando as seguintes regras.
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Livein[S] = gen[S]∪ (Liveout [S]− kill[S])
Liveout [S : endnode] = /0
Liveout [S] = ∪n ∈ Successors[S] Livein[n]
gen[S : y← f (x1, ...,xn)] = {x1, ...,xn}
gen[S : others] = /0
kill[S : y← f (x1, ...,xn)] = {y}
kill[S : others] = /0
Actualmente, o compilador OutSystems possui uma análise de variáveis activas para supor-
tar optimizações ao nível da informação que precisa de ser lida da base de dados no contexto
das Simple Queries. A mesma implementação permite optimizar a informação que acompanha
a navegação entre páginas e é apelidada internamente de Viewstate optimization.
Depois da execução do algoritmo, as queries só precisam de recolher da base de dados os
atributos que estiverem marcados como live à saída desse nó. No caso da Viewstate optimiza-
tion, só precisam de ser gravados no Viewstate os valores que estiverem marcados como live à
saída do nó de transição de página. Posteriormente, esses valores não vão ser lidos, ou então
marcados com o valor por defeito.
2.1.1.6 Expressões Muito Activas
Uma expressão é denotada como muito activa [9] quando num determinado ponto do grafo
do programa, qualquer que seja o caminho seguido na execução, essa expressão vai ser avaliada
antes de que qualquer valor dos seus operandos se altere. Como isso implica ter conheci-
mento do futuro de cada uma destas expressões, o percurso tem que ser feito no sentido inverso
(backward flow analysis).
Esta análise de expressões é também ideal para movimentação de código invariante em
ciclos (ver 2.1.3.1). As expressões que são invariantes em ciclos são ao mesmo tempo muito
activas, pois sabemos que vão ser usadas no futuro e o seu valor não vai ser alterado. Assim,
podem ser transportadas e avaliadas fora do ciclo.
Este algoritmo associa a cada nó do grafo, um conjunto de expressões consideradas muito
activas nesse ponto. Cada expressão do programa pode aparecer repetida em vários nós do
grafo, sendo que esses pontos são aqueles onde a sua computação terá sempre o mesmo resul-
tado. O conjunto de regras a aplicar com o método do ponto fixo são [9] as seguintes.
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Busyin[S] = gen[S]∪ (Busyout [S]− kill[S])
Busyout [S : endnode] = /0
Busyout [S] = ∩ n ∈ Successors[S] Busyin[S]
gen[S] = ∪ e is expression ∈ S {e}
kill[S : x← E] = ∪ e ∈ Busyout [S] & e uses x {e}
kill[S : others] = /0
Este algoritmo poderá ser integrado no compilador com o objectivo de encontrar para cada
query, os pontos do grafo para qual a sua execução tem o mesmo resultado. Sabendo isto, po-
demos identificar zonas de aglomerados de queries e fazer a movimentação de algumas destas,
se o efeito for benéfico. Esta transformação está explicada em mais detalhe em 3.4.1.1.
2.1.2 Eliminação de Subexpressões Comuns
A eliminação de subexpressões comuns [4] é uma técnica bastante comum em optimização
de compiladores. As expressões podem ser vistas também elas como um conjunto de expres-
sões, denominadas subexpressões. Algumas delas podem ser partilhadas por um conjunto de
operações, como que um padrão que se repete em vários locais no código. Se o valor dessas
subexpressões for o mesmo, ou seja, se os valores de variáveis utilizadas não forem alterados
entre as expressões, elas podem ser avaliadas uma única vez. O valor seria guardado numa
variável e o seu resultado utilizado em todos os locais onde o padrão aparece.
Os benefícios desta abordagem são evidentes. Como a expressão só é avaliada uma vez, o
ganho vai ser directamente proporcional ao número de expressões que conseguimos eliminar e
o seu impacto varia consoante o seu grau de complexidade.
Esta técnica requer que seja criada uma variável adicional por cada subexpressão pré-
calculada e a criação excessiva de variáveis pode ter um impacto negativo na performance
dos programas. Desta forma é importante que a escolha das expressões a guardar em variá-
veis temporárias seja cuidada, isto é, em casos onde o impacto na performance seja realmente
evidente.
Uma aplicação muito simples deste conceito é mostrada no seguinte exemplo:
x← a∗b10 + v
y← a∗b10 ∗ c
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Quando utilizamos esta técnica em conjuntos de queries, a partilha de valores não é tão
trivial, e nem sempre tem um impacto positivo nos programas. A secção 2.2.2.1 apresenta
alguns exemplos da sua aplicação e é inclusivamente apresentado um exemplo onde a aplicação
pode ser prejudicial.
2.1.3 Factorização
Em certos casos, a movimentação de expressões para zonas diferentes do código pode ter
um impacto forte no desempenho dos programas. Um exemplo clássico é a movimentação de
código invariante em ciclos 2.1.3.1, onde o cálculo das mesmas expressões se repete, quando
poderiam ser calculadas apenas uma vez antes do ciclo.
Outros casos mais sofisticados podem envolver controlo e partilha de dados em memória.
Algumas expressões podem ter ganhos quando executadas em série, mesmo que sejam comple-
tamente independentes se, por exemplo, precisarem que os mesmo dados estejam carregados
em memória.
Explorar o carregamento dos dados pode ter efeitos muito benéficos para as aplicações. O
principio da localidade [11], como é denominado, pode ser explorado quando o comportamento
dos programas é previsível.
Uma aplicação clássica deste princípio consiste na comutação das iterações dos cilos (loop
interchange) no acesso a elementos de um vector de múltiplas dimensões. Se os elementos
forem acedidos linearmente a eficiência vai ser maior do que se o acesso for transversal, porque
há menos riscos de ser necessário carregar de novo as páginas para memória (menos page
faults).
Exemplo de comutação de ciclos:
for j← 0 to 100
for i← 0 to 200
a[i, j]← i+ j
depois da devida transformação ficaria:
for i← 0 to 200
for j← 0 to 100
a[i, j]← i+ j
2.1.3.1 Movimentação de Código Invariante em Ciclos
Esta operação, também apelidada de Hoisting [4, 10], consiste na detecção e antecipação
de código invariante nos ciclos dos programas. Esta movimentação permite que algum código,
que antes era repetido durante todo o ciclo, seja calculado apenas uma vez. Os ganhos desta
operação dependem naturalmente da complexidade das expressões envolvidas e da dimensão
dos ciclos.
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Uma definição (d : t← a1 op a2) é invariante num ciclo se para cada um dos seus operandos
(ai) se verificarem as seguintes propriedades [4, 10]:
i. ai é constante
ii. ou, todas as definições ai que alcançam d estão fora do ciclo
iii. ou, há exactamente uma definição de ai que alcança d, e essa definição é invariante do
ciclo.
Uma aplicação muito simples deste conceito é mostrada no seguinte exemplo:
i← 0
while i++< (10+ x)
array[i]← x3






Esta técnica será utilizada no caso das queries que se repetem constantemente em ciclos.
O problema é que, devido à concorrência entre processos e ao baixo nível de isolamento uti-
lizado na ferramenta (read uncommited - em SQL Server), as queries não são invariantes nos
ciclos. Aplicar este método implicaria alterar a semântica dos programas. Na secção 3.4.1.5
são debatidas as implicações e os detalhes desta optimização.
2.1.3.2 Propagação por Cópia
Esta operação, descrita em [4], consiste na eliminação de uma variável que apenas servia
para guardar temporariamente o resultado de uma expressão, substituindo o uso dessa variável
no resto do programa pela própria expressão. Isto implica verificar se a variável não é mais
utilizada no programa e esta transformação pode não ser benéfica se implicar avaliar a expressão
mais vezes. Uma aplicação muito simples deste conceito é mostrada no seguinte exemplo:
y← x
z← 3+ y
que seria transformado em:
z← 3+ x
Esta técnica quando aplicada sobre queries pode ter um impacto forte. À partida, observa-se
que é eliminada uma das queries, o que significa que temos menos ligações à base de dados.
Outro factor importante é que o optimizador de queries encarrega-se de calcular a melhor forma
para realizar a operação. A secção 3.4.1.2 mostra um exemplo da aplicação directa desta técnica
em pares de queries dependentes.
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2.2 SQL e Bases de Dados Relacionais
A versão do SQL original chamava-se Sequel 2 e foi apresenta por Chamberlin et al. em [12]
como uma adaptação das linguagens Square [13] e Sequel [14]. O nome foi mais tarde alterado
para SQL (como acrónimo para Structured Query Language) e com o passar dos anos esta
linguagem tornou-se o standard para as bases de dados relacionais. O SQL é uma linguagem
declarativa de pesquisa em bases de dados que assenta sobre as operações da álgebra relacional
(selecção, projecção, renomeação, produto cartesiano, união e diferença de conjuntos).
Uma base de dados relacional [15] consiste num conjunto de tabelas identificadas por um
nome único, onde cada linha dessas tabelas define uma relação entre o conjunto de valores. In-
formalmente, uma tabela constitui um conjunto de entidades e cada linha dessa tabela representa
uma entidade.
Os sistemas de gestão de bases de dados (SGBD) fornecem suporte para a criação, consulta
e alteração de valores destas bases de dados. Os comandos SQL enviados são interpretados
internamente e traduzidos em operações relacionais sobre os dados. Como a eficiência das
operações combinatórias da álgebra relacional dependem muito do estado interno das tabelas,
e também para facilitar o uso da linguagem, os SGBD possuem implementado um optimizador
de planos de acesso aos dados.
A secção seguinte descreve o funcionamento desse optimizador.
2.2.1 Optimização de Queries
Antes de proceder à análise das optimizações de múltiplas queries é necessário conhecer
bem o que acontece quando apenas uma query é submetida ao SGBD. Este processo foi descrito
detalhadamente nos trabalhos de Ioannidis [16] onde são enumeradas de uma forma abstracta
todas as fases por onde uma query passa após ser submetida. É natural que, dependendo da
implementação da plataforma, os módulos seguintes tenham uma divisão mais ou menos clara
mas acabam por estar todos presentes (com excepção do Rewriter).
A imagem anterior mostra que a arquitectura divide os módulos em duas etapas diferentes.
A primeira é a declarativa e é constituída apenas por um módulo de rescrita, responsável por
remodelar cada query submetida, de forma a criar outras queries equivalentes e potencialmente
mais eficientes. As transformações realizadas nesta etapa englobam, entre outras, transfor-
mações de sub-queries em operações de junção, rescrita de queries para fazer uso de vistas
materializadas e separação de queries aninhadas.
Estas optimizações são consideradas avançadas e estão apenas implementadas em alguns
SGBD, como é o caso do DB2, Oracle e Illustra.
A segunda etapa (procedimental) vai considerar todas as queries elaboradas na fase ante-
rior e escolher aquela que tem os custos mais baixos para ser executada. A maior parte desse
processo é efectuado no planeador que vai recorrer aos módulos auxiliares desta etapa para
escolher o plano mais adequado.
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Figura 2.2: Arquitectura do optimizador de queries
No módulo Algebraic Space são examinadas as árvores de cada query, normalmente re-
presentadas em álgebra relacional, e determinada a melhor ordem das suas operações internas.
É importante realçar que qualquer que seja a ordem definida, o resultado final será sempre o
mesmo, uma vez que todas as árvores analisadas são equivalentes. Depois de definida a ordem
das operações, é necessário decidir quais os algoritmos a utilizar no processamento da query.
Esta escolha é feita no módulo Method-Structure Space, onde são seleccionados os algoritmos
de junção, definido o uso de índices de determinadas tabelas e outras características que podem
depender também muito das propriedades do SGBD.
Para o planeador poder escolher entre os diferentes planos de execução, tem que existir uma
forma de estimar quais os custos de cada plano, de acordo com as operações efectuadas por cada
um. Para tal existe o Cost Model, que disponibiliza fórmulas aritméticas que aproximam os
valores dos custos das operações de controlo de buffers, CPU, I/O, etc. Estas fórmulas precisam
naturalmente dos valores do tamanho das tabelas e índices para poderem ser calculadas. Esses
valores são dados pelo último módulo: Size-Distribution Estimator.
2.2.2 Optimização de Múltiplas Queries (MQO)
A optimização de uma única query, como foi descrita anteriormente, é um processo compli-
cado que envolve vários passos intermédios. Estes algoritmos são pesados porque, tipicamente,
envolvem testar todas as representações possíveis de uma query e estimar para cada uma delas
a sua eficiência. Este procedimento pode ser melhorado dado que algumas operações equiva-
lentes são sempre mais eficientes que outras, podendo poupar alguns cálculos desnecessário.
Alguns SGBD permitem também fazer cache destes planos de acesso permitindo assim, para
cada query, guardar o seu plano de execução para o caso desta vir a ser chamada num futuro
próximo. No entanto, os seus ganhos só se reflectem após cerca de 3 ou 4 chamadas da mesma
query.
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Actualmente, grande parte dos SGBD já têm também algum suporte para a optimização de
múltiplas queries, mas fazem-no apenas no contexto das queries aninhadas (nested queries).
No âmbito deste trabalho, o principal foco de importância são os grupos de queries que são
independentes, e fundamentalmente perceber e tentar explorar os seus interesses comuns.
A construção de planos de acesso optimizados para múltiplas queries é um problema NP-
Difícil, como foi provado por Sellis e Ghosh em [17]. O plano ideal para um conjunto de
queries, não é necessariamente a conjunção de todos os melhores planos de acesso individuais.
Operações como partilha de subexpressões comuns, podem melhorar muito o desempenho e
envolvem ao mesmo tempo alterar os planos óptimos de cada uma.
Em [18], Sellis et al. formalizaram o problema da optimização de múltiplas queries. Nele
definiram uma base de dados como um conjunto de relações R = {R1,R2, · · · ,Rn}, cada uma
definida por um conjunto de atributos; e uma query Q como uma sequência de tarefas ou ope-
rações que produzem um conjunto de resultados. O processamento de uma query envolve tanto
utilização de CPU como de I/O, que definem o custo da operação.
Dado um conjunto de queries Q = {Q1,Q2, · · · ,Qn}, um plano de acesso global consiste
numa forma de computar o resultado de todas as queries. Uma forma simples de o fazer será
juntar todos os melhores planos de acesso individuais de cada query Qi.
Foram definidos dois conceitos: locally optimal, para definir o melhor plano de acesso para
cada query individual e global optimal (GP), para definir o plano de acesso global com o menor
custo possível. O problema da optimização de múltiplas queries ficou assim definido:
• Dado um conjunto de n planos de acesso P = {P1,P2, · · · ,Pn}, com Pi = {Pi1 ,Pi2, · · · ,Piki},
e sendo Pi o conjunto de todos os planos possíveis para processar Qi,1≤ i≤ n,
• Encontrar um plano de acesso global GP, seleccionando um plano de cada Pi de forma a
que GP seja mínimo.
Nesta secção serão descritas algumas técnicas utilizadas em trabalhos onde foi necessário in-
troduzir optimizações ao nível do processamento de múltiplas queries. As abordagens seguidas
neste contexto envolvem, entre outras, técnicas para reduzir os custos da detecção de subex-
pressões comuns [19, 20, 21]; implementação de camadas ou extensões aos optimizadores de
queries actuais, para tratamento de conjuntos de queries [22, 17, 18, 23, 24]; ou até mesmo
implementar um optimizador de múltiplas queries de raiz [25], para actuar antes destas serem
enviadas para o SGBD.
2.2.2.1 Isolamento de Subexpressões Comuns
Uma subexpressão é uma fracção de uma query que define um resultado intermédio que
é usado durante o processo de avaliação dessa query. Alguns desses resultados intermédios
podem ser iguais em conjuntos de queries que são enviadas à mesma altura para o SGBD,
podendo naturalmente ser partilhados entre todas.
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O problema de identificar subexpressões comuns em conjuntos de queries é complexo. Vá-
rias abordagens foram seguidas ao longo dos tempos para solucionar este problema mas a com-
plexidade das soluções é um forte entrave à integração destes algoritmos nos SGBD actuais. A
verdade também, é que a partilha de operações nem sempre traz vantagens para os planos de
acesso, vejamos o exemplo da figura 2.3:
Figura 2.3: Exemplos de planos de execução para duas queries (com e sem partilha de resulta-
dos)
Na imagem anterior os planos de a) parecem ser mais eficientes porque partilham o resul-
tado da junção de A com B, mas podem na realidade ser muito menos eficientes. Isto pode
acontecer quando as tabelas C e D são muito grandes e a resultante da junção de A com B
também o é. Ao mesmo tempo, em b) os resultados das junções de A com C e de A com D
podem ter resultados muito pequenos e reduzir assim muito o número de combinações com B,
aumentando a eficiência global do plano.
O reconhecimento de subexpressões em queries é um desafio interessante, não só ao nível
dos algoritmos utilizados, mas também na forma como são representadas as queries para a apli-
cação dos mesmos. Em [19], as queries são representadas em formas de strings de símbolos
e, posteriormente, é aplicado um algoritmo heurístico de trepa-colinas para encontrar a melhor
combinação de subexpressões comuns e eram apenas consideradas queries individuais. Mais
tarde, em [21], é proposta uma representação das queries em forma de grafo (query graph). Nos
query graphs os nós correspondem a ocorrências de tabelas na query e os arcos correspondem
às junções entre as tabelas nos nós a que ligam. Os arcos não são orientados e são etiqueta-
dos com a condição de junção das tabelas. Com base nesta representação, é apresentada uma
metodologia para encontrar resultados comuns no processamento de conjuntos de queries ad
hoc. O processamento do grafo permite a verificação da existência de resultados temporários
guardados dos pedidos anteriores. É apresentada também uma framework abstracta para fazer
uso desses mesmos resultados.
A construção de um plano global de acessos foi abordada de uma forma diferente em [20].
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Esta solução tem como base um algoritmo de programação dinâmica para identificar e seleccio-
nar de entre todos os planos de acesso individuais, o plano global que tenha o custo de execução
mínimo. A ideia consiste em olhar para cada query, retirar as propriedades dos acessos e, de
acordo com essas propriedades, construir o plano global. A selecção desse plano global é rea-
lizada sobre um grafo não orientado, onde cada nó representa um plano de acesso Pi j, do qual
i simboliza a query e j um plano dessa mesma query. Existe uma métrica associada a cada um
desses nós que caracteriza o custo da execução (> 0), e o mesmo também para cada transição
(6 0) representando o ganho potencial devido à partilha de tarefas em comum entre os planos.
O objectivo do algoritmo é encontrar o plano que execute todas as queries i, e que tenha o custo
mínimo. É de realçar que apenas alguns dos nós do grafo vão ser seleccionados para serem
executados, uma vez que estão representados vários planos para a mesma query.
Por último, Jarke em [21] fez uma análise sobre este problema em três linguagens dife-
rentes. Foram analisadas técnicas para reconhecer, suportar e explorar subexpressões comuns
em: Relational Algebra, Domain Relational Calculus (QBE e Prolog) e Tuple Relational Cal-
culus (SQL e QUEL). No mesmo trabalho foram discutidas vantagens e desvantagens do envio
simultâneo de queries, com base nas demonstrações realizadas em [26].
2.2.2.2 Optimizações com Base em Heurísticas
Antes da pesquisa por planos de execução com base em heurísticas ser utilizada no contexto
de múltiplas queries, já tinham sido introduzidas por Hall em [19] no âmbito de optimizações
de expressões singulares. O objectivo deste trabalho era, em vez de tentar encontrar o melhor
plano possível de execução, encontrar expressões que são aparentemente mais eficientes. Foram
introduzidas tanto equivalências que é sabido serem sempre mais eficazes, como algumas regras
ad hoc que são geralmente sempre úteis. Os resultados finais foram descritos sobretudo como
melhoramentos em vez de optimizações, pois não havia garantias que os planos optimizados
tivessem um impacto positivo no resultado final.
A necessidade do uso de heurísticas no contexto da optimização de múltiplas queries, surge
naturalmente da complexidade do problema. Como já foi dito anteriormente, trata-se de um
problema NP-Difícil, e os algoritmos de pesquisa baseados em heurísticas como o A∗ [8] per-
mitem reduzir em muito a quantidade de nós explorados, aumentando a eficácia, embora só
consigam garantir o melhor plano possível se a heurística usada for admissível [8].
Encontrar uma boa heurística admissível para este problema é uma tarefa extremamente
complicada. As soluções com base em heurísticas geralmente não procuram achar o melhor
plano possível mas sim encontrar uma boa aproximação, expandindo ao mínimo o espaço de
procura.
Em [22], Sellis propõe uma heurística sofisticada (HA) que procura a melhor conjunção de
todos os planos de acesso de cada query. É feita uma comparação de performance com um
algoritmo que tenta entrelaçar os planos de acesso das queries (IE), com operações partilhadas.
De acordo com os testes realizados, o algoritmo HA mostrou-se, no pior dos casos, igual a
IE. Posteriormente no trabalho desenvolvido em [18] são propostos melhoramentos a este
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algoritmo, e também a [17], reduzindo o número de nós expandidos. Ambos são bons exemplos
do uso de heurísticas em MQO.
Mais recentemente no trabalho [23], foram apresentados três novos algoritmos heurísticos, e
demonstrou-se que a sua integração nos optimizadores actuais pode ser feita de uma forma sim-
ples. Estes pretendem aproveitar o facto das queries poderem partilhar operações e resultados
intermédios, que era a maior falha das abordagens anteriores.
Também baseado na ideia de não introduzir grandes alterações no motor da base de da-
dos, [24] apresenta um algoritmo para decomposição de queries que torna mais fácil testar as
suas equivalências a nível lógico. São introduzidos novos operadores relacionais para capturar
a semântica da partilha de resultados. As heurísticas foram utilizadas para cortar o espaço de
procura de estratégias de combinação de queries.
Uma solução mais sofisticada foi apresentada em [25], onde foi criado um optimizador
de queries de raiz sobre o optimizador do SGBD. Neste trabalho, procurou-se optimizar os
planos de queries que contemplam múltiplas junções de tabelas. A utilização de pipelining
distingue esta solução das anteriores, onde são aplicados aos planos de duas formas. A primeira
consistia no seu uso para partilha de leituras das mesmas tabelas, aumentando a utilização de
cache, e a segunda para a partilha de resultados intermédios entre planos. As heurísticas foram
introduzidas para estimar e explorar estas propriedades comuns.
2.2.2.3 Abordagens por Agrupamento e Escalonamento
Como foi descrito anteriormente, as aplicações que precisam de efectuar diversos conjuntos
de queries, podem beneficiar de ganhos significativos se estas puderem ser executadas concor-
rentemente, partilhando recursos.
Trabalhos efectuados nesta área [26] permitiram quantificar os potenciais ganhos esperados
por quem utiliza este tipo de abordagem. No exemplo seguinte foram estudados os casos onde
as queries são simples pesquisas por um valor chave (k), retornando o valor do registo como
resultado.
Num primeiro cenário foi considerado o caso em que os dados (N registos) são guardados
sequencialmente e de forma ordenada, por chave, em disco. Assumindo que são realizados k









Para analisarmos melhor estes resultados, vejamos a seguinte tabela, que mostra o número
médio de acessos ganhos e a conseguinte percentagem.
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Tabela 2.1: Número médio de acessos poupados com agrupamento de queries num ficheiro
sequencial e a respectiva percentagem de ganho
Uma observação dos resultados mostra que, por exemplo, um agrupamento de 5 queries
provocaria um ganho de 66.6%. Isto porque cada uma das 5 queries precisaria de consultar
cerca de 1/2 do ficheiro (em média, para encontrar um valor aleatório num ficheiro é necessário
percorrer metade dos dados), o que daria um total de 5/2 de passagens no total. De acordo com
a fórmula a partilha dos dados provocaria uma redução de acessos para apenas 5/6 dos registos.
O segundo cenário assume que os dados estão guardados em árvores n-árias com l níveis de
profundidade, onde cada nó contém j apontadores e j− 1 chaves. Assume-se também que as
pesquisas são feitas de forma aleatória e que o resultado da pesquisa dentro de um nó é imediata.
Tabela 2.2: Número médio de acessos poupados com agrupamento de queries numa árvore
11-ária e a respectiva percentagem de ganho.
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Como era esperado, a disposição dos dados em forma de árvore vai diminuir o ganho na
aplicação mas, mesmo assim, estes valores continuam a ser bastante significativos. Este se-
gundo cenário adapta-se bastante mais à realidade das bases de dados actuais, onde os dados
são normalmente guardados em árvores B.
Como foi visto, o ganho teórico cresce com o número de queries que conseguimos agru-
par e com o número de acessos às mesmas páginas. Contudo, este resultado está altamente
dependente da memória disponível e dos tempos de resposta do sistema.
Os resultados foram demonstrados para um cenário muito pouco vantajoso para a partilha
de recursos, onde apesar das pesquisas serem sobre a mesma tabela, os valores procurados são
completamente independentes e aleatórios.
2.2.2.4 Mecanismos de Cache dos SGBD
Os SGBD, tal como os sistemas de operação, possuem um mecanismo de gestão de memória
que permite guardar em RAM temporariamente alguns dos dados que foram acedidos mais
recentemente, para que possam ser usados no futuro. Como o acesso a memória secundária
(disco) é bastante mais lento, as operações sobre a base de dados serão mais rápidas, quanto
menos vezes for necessário copiar essa informação para memória. Apesar de todo o processo
ser automático, é interessante explorar as suas potencialidades, sobretudo se tivermos alguma
flexibilidade para alterar a forma como os dados são enviados para processamento.
Normalmente os SGBD vão trazendo para memória, todos os dados que vão ser utilizados
nas queries até esgotar todo o espaço disponível. Quando a memória chega ao limite torna-
se necessário proceder à substituição de alguns desses blocos. Normalmente substituem-se os
que não são referenciados há mais tempo, utilizando o algoritmo LRU (Least Recently Used),
mas em certos casos isso não é verificado. O Oracle citeoracle, por exemplo, no caso dos
full table scans não utiliza este método, pois torna-se improvável que os dados sejam utilizados
novamente numa próxima operação (são colocados no final da lista LRU). No entanto, é possível
alterar este comportamento alterando um atributo (CACHE/NOCACHE) nas tabelas.
2.2.2.5 Um Middleware para MQO
A solução apresentada em [27] consiste num middleware para explorar a presença de aces-
sos partilhados de queries a tabelas ou índices de bases de dados. Como as optimizações são
efectuadas fora do SGBD, este método torna-se independente da plataforma, podendo ser utili-
zado em diversas aplicações.
A ideia consiste em identificar queries com os mesmos interesses em termos de padrões de
acessos (teams), juntando-as, e submetendo-as em simultâneo para a base de dados para serem
executadas concorrentemente. Esta abordagem visa tirar partido dos mecanismos de cache dos
servidores, por isso a sua eficácia será maior quanto maior for o conjunto de dados partilhados
entre queries. Para se conseguir fazer o agrupamento é fundamental conhecer os detalhes dos
acessos a memória secundária, particularmente nas queries e nos mecanismos de cache.
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O middleware desenvolvido pode ser visto como um elo de ligação entre um canal onde
são submetidas queries e os servidores da base de dados. A sua arquitectura é muito simples
e consiste nos seguintes componentes: uma fila de queries, um módulo para escalonamento e
selecção das queries na fila, um codificador de SQL e um módulo receptor de resultados.
É no entanto, no algoritmo de escalonamento, onde quase todo o processo relevante é efec-
tuado. O algoritmo começa por seleccionar a query que se encontra no topo da fila (é apelidada
de líder), de seguida vai percorrer as restantes posições e enquanto houverem processos sufi-
cientes na BD e queries com potencial para formar grupo com a líder, vai juntando elementos
para a equipa. Retirando sempre a primeira query da fila garante-se que todas acabam por ser
servidas eventualmente (Liveness).
Outro factor importante é o algoritmo que verifica o grau de afinidade entre queries. Duas
queries são da mesma equipa se o algoritmo verificar se dado um certo limite (threshold), con-
seguem partilhar alguns interesses (p.e. mesmos acessos a dados), de acordo com uma regra de
afinidade definida. Isto pode ser feito de várias formas, e talvez a forma mais simples, seja pen-
sar que todas as queries que partilhem o mesmo template, sejam boas candidatas para formar
equipa. Outras variantes podem envolver análise de comportamento, baseada em informação
estatística recolhida empiricamente. Por exemplo, podemos imaginar que as queries que en-
caixem num determinado template A, provocam um ganho X na aplicação quando realizadas
concorrentemente com as do template B.
2.3 Considerações Finais
Neste capítulo foram explicadas diferentes técnicas para optimização de compiladores. A
sua utilização em linguagens com consultas SQL embutidas, pode não ser tão directa quanto
nas linguagens habituais, mas é decerto um desafio interessante.
Na secção 2.1.1.2 foram apresentadas técnicas gerais para a propagação de informação em
DFG. Estes métodos vão ser utilizados para a propagação de atributos alvo de afectações, até às
respectivas operações de actualização de entidades. A definição das regras e do algoritmo vai
seguir fielmente estas metodologias.
O compilador OutSystems implementa ainda os algoritmos de análise de variáveis activas
(2.1.1.5) e de ordenação topológica (2.1.1.4) que foram apresentados neste capítulo. A exis-
tência destes algoritmos facilita o trabalho a realizar nestas optimizações, na medida em que
minimiza o tempo total de implementação.
Todas estas optimizações e as optimizações em tempo de compilação no geral, acabam por
ser um pouco limitativas. O conjunto de informação recolhido em tempo de compilação é
muitas vezes de reduzido ou demasiado conservador. A combinação destas optimizações com
informação recolhida em tempo de execução, pode trazer ganhos muito significativos para as
aplicações e será certamente um dos grandes temas de investigação na área da compilação nos
próximos anos [28].
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No contexto desta dissertação a segunda parte deste capítulo não será tão relevante, porque
a visão sobre os optimizadores de queries dos SGBD vai ser completamente transparente. As-
sim, se diferentes queries forem submetidas num único comando, vão ter planos de execução
independentes. Isto deve-se ao facto dos SGBD utilizados na ferramenta (SQL Server [29] e
Oracle [30]) ainda não suportarem optimizações ao nível múltiplas queries. Por outro lado,
como a conexão por action flow é única, as queries mesmo quando submetidas em simultâ-
neo, vão ser executadas em série, não tirando partido de uma eventual arquitectura de múltiplos
processadores (a não ser quando uma única query utiliza mais do que um processador).
Desta forma, o envio simultâneo de queries apenas irá beneficiar do uso de cache e da redu-
ção na latência das conexões, fruto da redução do número de pedidos. No entanto, a evolução
dos SGBD caminha no sentido de suportar a optimização de múltiplas queries, o que deixa
boas perspectivas a que o trabalho apresentado nesta dissertação, seja futuramente recompen-
sado sem ser necessário proceder a grandes ou mesmo nenhumas alterações.
Grande parte do trabalho desenvolvido em MQO, consiste em encontrar planos de execução
que sejam mais eficientes do que a união de todos os planos óptimos individuais. As solu-
ções que foram apresentadas mostraram algumas técnicas para contornar a complexidade do
problema, utilizando pesquisas heurísticas e programação dinâmica. Contudo, quase todas im-
plicavam criar camadas novas ou extensões aos optimizadores para definição de novos planos
de execução.
Foram também identificadas algumas formas alternativas para contornar este problema. Es-
tes meios tencionam explorar o uso de cache nos servidores, definindo regras para escalona-
mento das queries submetidas. Algumas dessas ideias foram mostradas em 2.2.2.5 e podem
ser absorvidas neste trabalho. Dado um conjunto de queries, podemos ordenar a sua execução
consoante regras de afinidade, que podem ir desde a simples partilha de tabelas, ou variações
um pouco mais sofisticadas, como a verificação de correspondência de padrões. Pretende-se
com isto explorar ao máximo o principio de localidade [11].
Para o ganho com agrupamento de queries ser maximizado, os grupos de queries precisam
de ser aumentados. Uma adaptação do algoritmo de detecção de expressões activas permitirá
identificar zonas no código para onde podem ser movimentados grupos de queries, sem intro-
duzir mudanças semânticas nos programas.
A secção seguinte apresenta a plataforma OutSystems, os diferentes componentes e os as-
pectos mais importantes da linguagem. Depois são apresentados os padrões de código sub-
optimizados encontrados nas aplicações e descrito o devido processo de optimização. Neste
processo foi dada especial atenção aquele que foi implementado na plataforma OutSystems.
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Contexto e Problemas de Optimização
Neste capítulo é abordado o enquadramento do trabalho e as diferentes optimizações estudadas
para a linguagem OutSystems. A secção inicial foca o contexto do problema e os diferentes com-
ponentes da Agile Platform, dando especial atenção à linguagem embutida no Service Studio e
às suas construções mais relevantes. Na secção seguinte é mostrada a problemática da coexis-
tência entre consultas e comandos SQL e lógica aplicacional numa linguagem de programação,
e as diferentes situações que criam padrões sub-optimizados. De seguida, são apresentados al-
guns padrões encontrados nas aplicações e explicadas as optimizações propostas. Por fim, é
descrito o padrão que foi escolhido para ser optimizado no compilador OutSystems.
3.1 Enquadramento
Esta dissertação insere-se no contexto de uma colaboração entre o grupo investigação de
linguagens de programação do CITI (Centro de Informática e Tecnologias de Informação) do
Departamento de Informática da FCT/UNL e a empresa OutSystems.
A OutSystems [1] é uma empresa de software que disponibiliza uma ferramenta para pro-
dução de aplicações Web que evoluem com o tempo. A Agile Platform apresenta meios para
a criação e manutenção de aplicações Web de uma forma rápida e incremental. É possível ob-
ter soluções funcionais num curto espaço de tempo e ir acrescentando novas funcionalidades à
medida que as necessidades aparecem. Torna-se assim fácil apresentar versões provisórias, e
modificá-las de acordo com o feedback dos clientes ao longo do tempo, aumentando o ciclo de
vida dos programas realizados na ferramenta.
O principal objectivo da empresa consiste em disponibilizar um meio de desenvolvimento
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que permita que os programadores se abstraiam de aspectos sintácticos e de integração de diver-
sos componentes (com diferentes interfaces), focando a sua atenção na lógica das aplicações.
3.2 Agile Platform
A Agile Platform é uma ferramenta All-in-One que permite a rápida criação de aplicações
Web empresariais construídas para estar em constante mudança. A plataforma disponibiliza
meios de suporte ao ciclos de vida destas aplicações permitindo a rápida criação, administra-
ção e também integração de componentes. O grande objectivo desta abordagem é acelerar a
entrada dos produtos no mercado e acompanhar as suas necessidades com flexibilidade, sem
comprometer o controlo.
A plataforma está dividida em quatro componentes:
Service Studio é uma aplicação que permite a criação de aplicações Web de raiz, que podem
integrar componentes externos, utilizando modelos visuais. A linguagem interna do Ser-
vice Studio é o principal foco deste trabalho.
Integration Studio permite aos utilizadores criar componentes próprios e integrar em aplica-
ções externas estendendo as funcionalidades e o modelo de dados. Esta integração é
cumprida através de extensões: um conjunto de acções, entidades e estruturas disponíveis
em Service Studio mas implementadas em tecnogias externas.
Service Center é uma consola Web que permite a administração completa da Agile Platform.
Possibilita, entre outras coisas, a definição de políticas de acesso entre as equipas de
desenvolvimento.
Embedded Change Technology é um mecanismo para recolher o feedback dos utilizadores
directamente das aplicações desenvolvidas.
A figura 3.1 ilustra a disposição destes quatro componentes na arquitectura do desenvolvimento.
3.2.1 Service Studio
O Service Studio (mostrado na figura 3.2) oferece ao programadores de aplicações Web tanto
a capacidade de modelar visualmente o aspecto das páginas, como a lógica aplicacional ligada à
apresentação dos objectos e às acções dos utilizadores finais. Este conjunto de funcionalidades
permite que idealmente os programadores não tenham de se preocupar em alterar ou escrever o
código gerado pela plataforma.
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Figura 3.1: Arquitectura da plataforma OutSystems
A criação de aplicações tem como base ficheiros OML (OutSystems Markup Language),
denominados vulgarmente por eSpace, que contêm toda a informação da aplicação desenvolvida
com excepção do código das referências externas.
Estes ficheiros podem ser editados individualmente por cada programador e o trabalho con-
junto posteriormente condensado num só ficheiro através de um mecanismo de junção (merge)
interno ao Service Studio. Este permite ainda a verificação de consistência do modelo que pro-
cura sobretudo erros de tipificação e de sintaxe. Após a verificação pode-se iniciar o processo
de compilação que transforma o código gerado no ficheiro OML em código C# ou Java (depen-
dendo da versão), publicando-o no servidor.
Esta operação no entanto não é interna ao Service Studio. Quando o programador invoca
o método de publicação (1CP: one-click publish), o Service Studio contacta o Service Center,
que monitoriza a operação, onde são realizadas as operações de compilação e publicação da
aplicação, ficando posteriormente disponível para uso.
O Service Studio permite definir:
• Interface do utilizador
• Lógica aplicacional
• Modelo de dados
• Temporizadores
• Fluxo de trabalho
Como produto final típico de uma aplicação desenvolvida no Service Studio resulta um
conjunto de páginas Web, com tabelas que listam elementos de bases de dados, e operações para
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manipular esses mesmos dados. Estes componentes têm os seus comportamentos associados
que podem ser executados em concorrência pelos diversos utilizadores da aplicação final.
Figura 3.2: Aparência do Service Studio
3.3 A Linguagem
O Service Studio implementa uma linguagem de domínio específico (DSL) que permite
especificar o comportamento dos componentes das aplicações desenvolvidas. As interacções
dos utilizadores com os elementos das páginas desencadeiam procedimentos para tratamento
desses eventos (Actions), cujos comportamentos são especificados através da modelação de
action flows. Os action flows representam um conjunto de operações ligadas sobre a forma de
um grafo orientado, potencialmente cíclico, que contém um nó inicial e um conjunto de nós




Os restantes nós do grafo representam diversas operações, desde as habituais escolhas e
atribuições até a nós especiais para queries, iteração de listas ou navegação entre páginas. Os
programadores, podem ainda criar as suas próprias acções (User Actions) ou referenciar acções
de eSpaces (módulos) externos.
A definição dos ecrãs é feita através de um editor gráfico que permite arrastar componentes
para a página em construção. Aqui, o aspecto mais importante, é que estes ecrãs são vistos pelo
compilador como acções que podem também ter parâmetros de entrada e de saída, assim como
variáveis locais.
3.3.1 Construções da Linguagem e Action Flows
Os Action Flows permitem a modelação de acções através da união sequencial de operações.
Essas operações vão deste um conjunto restrito de comandos e acções predefinido, até à possi-
bilidade de importar acções externas à aplicação. Pode-se acrescentar a esta lista o conjunto de
acções definido pelo programador. A execução de uma única acção pode desencadear assim a
passagem por vários action flows.
De seguida são descritas de forma sumária as principais construções da linguagem integrada
no Service Studio. A listagem de nós é a seguinte:
Start & End - Delimitam um action flow.
Assign - Permite fazer atribuição de valores a um conjunto de variáveis.
If & Switch - Controlam o fluxo do programa através da avaliação de expressões.
Simple Query - Executa uma consulta à base de dados e retorna uma lista de valores de uma
entidade ou união de entidades. A criação da query é auxiliada por uma interface gráfica
(Figura: 3.4), que após a introdução dos dados (parâmetros, entidades, condição de junção
e de ordenação), cria a consulta de forma automática.
Advanced Query - Esta operação é semelhante à anterior mas aqui cabe ao utilizador a res-
ponsabilidade de criar o código da consulta numa linguagem próxima do standard SQL.
Foreach - Este nó itera uma lista e cria um ciclo de acções que são executadas para cada ele-
mento dessa iteração. Este nó tem sempre uma ligação de saída e de entrada suplementa-
res porque, para além habituais, engloba um fluxo de ciclo.
Destination - Devia o fluxo de execução de um action flow para uma página Web.
Error Handler - Captura uma excepção e executa um fluxo de tratamento.
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Excel to/from RecordList - Recolhe ou envia dados para uma folha de cálculo Excel. Utiliza
tipos RecordList para guardar ou enviar essa informação.
Execute Action - Nó que executa uma determinada acção (Figura 3.4). Entre estas destacam-
se: Entity Actions, User Actions, Referenced Actions e Built-In Actions.
Entity Actions - Conjunto de acções criadas no momento da definição de uma entidade. As ac-
ções criadas são as seguintes: Create<Entity>, CreateOrUpdate<Entity>, Update<Entity>,
Delete<Entity>, Get<Entity> e GetForUpdate<Entity>. Esta última, bloqueia a entidade
na base de dados até que os valores sejam actualizados por um Update<Entity>. A acção
CreateOrUpdate<Entity> procura primeiro actualizar a entidade e caso esta não exista,
cria uma nova.
User Actions - Conjunto das acções definidas pelo utilizador que podem ser reutilizadas no
programa.
Referenced Actions - Acções externas ao eSpace importadas para uso local.
Built-In Actions - Conjunto de acções de sistema disponíveis para os programadores.
Figura 3.3: Principais nós da linguagem OutSystems
A figura 3.6 mostra um exemplo dum action flow que calcula o resultado da função factorial
para o valor 10. A execução parte do nó de Start em direcção a dois nós de afectação para
inicialização dos valores das variáveis. O nó de decisão vai originar um ciclo devido às ligações
dos nós seguintes e a execução do action flow termina quando se atinge o nó End.
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Figura 3.4: Exemplos dos nós Execute Action mais relevantes
Figura 3.5: Editores de Queries (Simple e Advanced respectivamente)
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Figura 3.6: Exemplo dum action flow para a função factorial
3.3.2 Interacção com as Bases de Dados
Toda a interacção com as bases de dados é efectuada através de construções próprias da lin-
guagem, com parametrização fortemente tipificada, permitindo detecção prévia de erros de exe-
cução. A ferramenta permite a comunicação com bases de dados definidas em Microsoft SQL
Server [29] e Oracle [30], utilizando respectivamente os níveis de isolamento Read Uncommi-
ted [15] e Read Commited [15]. Em ambos os casos este atributo não pode ser configurável.
No final de cada action flow, as alterações sobre a base de dados são automaticamente alvo
de um commit. No entanto, existe a possibilidade de, através de uma outra operação da lingua-
gem, fazer commit explicitamente a qualquer altura sobre os dados alterados. Da mesma forma,
se algo correr mal é possível forçar que seja efectuada uma operação de rollback trazendo o sis-
tema de volta ao estado anterior.
3.3.3 Tipos de Dados
A linguagem OutSystems permite a criação e manipulação de um grande conjunto de tipos
de dados. Para além dos tipos básicos de qualquer linguagem de programação (integer, decimal,
boolean, string e byte[]) existe um conjunto dados próprios da linguagem (p.e. DateTime, Date,
Time, PhoneNumber e Currency).
O Service Studio permite também a definição de entidades. Estas são usadas para definir
o modelo de uma base de dados relacional associada à aplicação. As entidades podem ser
constituídas apenas por um identificador e por qualquer um dos tipos (não compostos) indica-




Para a estruturar os dados em memória existe a possibilidade de definir estruturas para agru-
par conjuntos de dados relacionados. As estruturas permitem maior flexibilidade que as entida-
des nos tipos de dados dos atributos, podendo definir atributos de qualquer tipo, sendo a única
restrição a impossibilidade de definição de estruturas recursivas (com atributos do próprio tipo).
Para colmatar a necessidade de composição de dados, existe ainda a oportunidade destes
serem agrupados em registos (Records) e em listas de registos (RecordLists). Os registos per-
mitem a criação de conjuntos de entidades e estruturas, sendo também usados para definir o
tipo de cada elemento dos resultados duma consulta à base de dados. Uma query que resulte
na junção de N tabelas, retorna uma RecordList de tipos Record compostos por N elementos do
tipo EntityRecord.
Cada RecordList é definida internamente por um vector de registos, tendo a capacidade de
indexação, e possuindo ainda a noção de apontador para o registo corrente (Current Record).
3.4 Optimizações
Os níveis de abstracção oferecidos aos programadores de uma DSL normalmente reflectem-
se em código mal estruturado e redundâncias no resultado final da compilação. Nas linguagens
mais avançadas, existe um optimizador de código responsável por analisar a estrutura do pro-
grama e introduzir as optimizações necessárias para resolver este tipo de situações. Neste caso
em particular o código é optimizado, no entanto, ainda é possível melhorar a performance do
sistema em alguns aspectos.
Foi identificado um conjunto de operações que pode ser enviado para os SGBD em simul-
tâneo, reduzindo substancialmente o número de ligações aos servidores e retirando algum do
overhead introduzido pelo número actual de pedidos. O envio em grupo de queries pode ter
um impacto duplamente proveitoso para o sistema, uma vez que algumas das destas podem
partilhar tabelas entre si. Se uma query começar e algumas das tabelas da query anterior ainda
estiverem em memória, a segunda pode beneficiar do sistema de cache do servidor 2.2.2.4. Para
tal, torna-se necessário resolver os problemas de dependências entre as operações, utilizando
análise de fluxo de dados, para verificar quais podem ser enviadas em grupo, e finalmente para
tirar melhor partido da cache, encontrar uma ordem para a execução dentro do grupo.
Os níveis de comunicação entre as aplicações e os sistemas de gestão de bases de dados
afectam bastante a performance e acrescem consideravelmente se as bases de dados não forem
locais à aplicação. Pensa-se assim que todas as optimizações que minimizem os custos de
comunicação são interessantes de explorar. No entanto este tipo de optimizações, que por vezes
implica antecipar consultas ou até mesmo eliminar algumas, podem facilmente trazer problemas
de inconsistências de dados. A solução muitas vezes consiste em chegar a um compromisso
entre consistência e grau de comunicação.
Algumas das práticas comuns entre programadores podem também estar na origem do apa-
recimento de padrões sub-optimizados e estão geralmente ligadas à facilidade de compreensão
do código ou à falta de expressividade da linguagem. Assim, surgem outras optimizações que
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têm como base a construção de queries mais compactas, eliminando algumas com operações
equivalentes, e o reconhecimento de operações redundantes. As queries podem aparecer repeti-
das ao longo de um fluxo de execução ou até mesmo dentro de ciclos. Estas últimas representam
um aspecto importante, porque derivado da concorrência entre operações, podem produzir re-
sultados diferentes ao longo do tempo.
O código sub-optimizado pode também resultar da existência de código genérico proveni-
ente do elevado nível de abstracção. As operações sobre entidades geralmente manipulam-nas
como um todo, mesmo quando são apenas necessários alguns dos seus atributos. A redução, em
tempo de compilação, do número de atributos usados em operações sobre entidades, pode ter
um impacto muito significativo na comunicação com o SGBD. No entanto, para o compilador
conseguir filtrar os atributos necessários em cada uma destas operações, necessita de propagar
informação sobre os dados que serão futuramente úteis, utilizando técnicas de análise de fluxo
de dados 2.1.1.2.
Na subsecção seguinte são enumerados os padrões encontrados em algumas aplicações e é
descrito o respectivo processo de re-estruturação.
Os exemplos mostrados nas subsecções seguintes encontram-se em SQL Server e C#.
3.4.1 Cenários de Optimização
Nesta subsecção são apresentados os diferentes cenários de optimização encontrados na
fase inicial deste projecto. Nenhum destes cenários foi escolhido para ser implementado na
plataforma (devido a limitações de tempo), não obstante a secção esta secção apresenta todos
estes padrões e expõe brevemente a devida optimização proposta.
3.4.1.1 Agrupamento de Queries Independentes
Quando, num determinado ponto de um action flow, existem queries independentes e que
estão ligadas entre si pelos arcos do grafo, podemos agrupá-las num único pedido sobre a base
de dados. Duas queries são designadas independentes quando em nenhuma das duas há parâ-
metros de entrada provenientes dos resultados da outra, ou produto do processamento desses
mesmos dados.
Actualmente, para cada query encontrada no action flow, é gerada uma função de código
C# com a sua construção e colecção dos respectivos resultados obtidos (que são posteriormente
retornados num objecto do tipo RecordList). O objectivo deste agrupamento é construir apenas
uma função, onde o código de todas as queries é enviado num único comando SQL, e onde os
resultados são coleccionados numa lista de objectos do tipo RecordList, que será o retorno da
função.
A figura 3.7 actualmente geraria código SQL e C# para duas consultas diferentes e dois
iteradores independentes, como mostra de forma simplificada a figura seguinte:
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Figura 3.7: Exemplo de agrupamento de queries independentes
A optimização proposta tem como objectivo unir ambas as consultas numa única instrução
SQL separando-as simplesmente com o sinal ";". O código seguinte mostra como poderiam ser
obtidos os resultados de duas queries separadas desta forma.
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Na realidade a geração de código de leitura não está centralizada. Cada umas destas consul-
tas idealmente ficaria com o seu reader associado na função de leitura da RecordList para que os
dados pudessem ser iterados independentemente. O problema desta solução é que o DataRea-
der funciona como um iterador sequencial dos resultados de uma consulta SQL (múltiplas neste
caso) e instruções de iteração aninhadas, envolvendo as duas queries, iriam provocar problemas
nas iterações. A solução passará por recolher dados o mais cedo possível iterando as listas
com informação local. Esta implicação teria que ser avaliada e posteriormente encontrados os
cenários onde seria vantajoso aplicar esta técnica.
Figura 3.8: Diferença temporal em milisegundos entre envio sequencial (azul) e em simultâneo
(verde)
Alguns testes realizados mostraram que o peso das ligações pode ser um factor importante a
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explorar neste trabalho. Os resultados da execução de múltiplas consultas semelhantes, efectu-
adas num servidor de rede local onde a latência nas mensagens é muito reduzida, mostrou que
quando os resultados estão em cache e são de pequena dimensão, o factor com maior peso é a
ligação com o servidor.
A figura 3.8 mostra que que para as consultas sequenciais, os valores aumentam num factor
próximo de 1:1 enquanto que no segundo os valores são muito mais baixos (próximos de 1:4),
embora em ambos os caso os valores sejam bastante reduzidos.
Aparentemente os resultados são pouco significativos (poucos milisegundos), mas se os da-
dos se encontrarem em bases de dados cuja latência de comunicação é muito superior, os efeitos
vão ser mais notados, principalmente se os dados estiverem em cache (no servidor) ou se os re-
sultados forem de pequena dimensão comparativamente à execução do pedido.
Para se detectar quando é que um conjunto de queries pode ser enviado para a base de dados
em simultâneo é necessário verificar as suas dependências internas. O algoritmo apresentado
em 2.1.1.6, permite verificar as dependências entre as queries e encontrar zonas de código onde
essas expressões podem ser avaliadas em conjunto, mantendo a mesma semântica e conjunto
de resultados. Torna-se necessário proceder a algumas adaptações porque não são apenas as
afectações que alteram os potenciais resultados das queries. Algumas Entity Actions, criadas
no momento da geração da entidade, e as Advanced Queries podem alterar esses dados e devem
modificar a lista kill (2.1.1.2). O mesmo acontece com os nós Execute Action que actualmente
escondem o que acontece no seu interior, podendo conter qualquer uma das operações anterio-
res.
Depois de reunidos estes conjuntos de queries existem várias hipóteses possíveis de execu-
ção, uma vez que cada query poderá pertencer a vários grupos (cada nó terá um conjunto de
queries que pode ser executado nesse ponto). A selecção dos diferentes conjuntos não é trivial,
pois o simples cálculo dos grupos de maior dimensão é um problema desafiante. Em particular
se tivermos em conta que algumas queries podem partilhar tabelas e ter melhor desempenho
quando executadas em simultâneo.
A solução poderá passar por um algoritmo de programação dinâmica, para gerar toda a
combinatória sem recalcular conjuntos, que considere heurísticas de afinidade entre queries
(2.2.2.2). Contudo, o custo de execução poderá não compensar os ganhos relativamente baixos
obtidos nos testes.
3.4.1.2 União de Duas Queries Dependentes com Left Join
Nem só as queries independentes podem ser agrupadas numa única operação sobre a base
de dados. Quando existe uma query que retira um conjunto de valores que vai ser usado como
parâmetro numa outra, é possível agrupar as duas operações numa única, utilizando um left join,
que vai retornar o resultado das duas queries originais. Esta técnica pode ser vista como uma
adaptação do conceito de propagação por cópia (2.1.3.2) à realidade das bases de dados. Na
verdade não tem o mesmo significado, porque os resultados acabam por ser guardados numa
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variável após a consulta seguinte. A grande vantagem é que se poupa um acesso à base de dados
e, se os dados da primeira consulta não forem necessários mais à frente, podem ser optimizados
e consequentemente descartados.
A detecção deste padrão poderá passar pela propagação dos identificadores definidos pelas
queries para a frente no grafo. Se esses identificadores chegarem a uma outra query sem que
nenhum deles tenha sido lido ou escrito no caminho, então podem ser recolhidos numa única
operação. Na prática, isto significa que estes identificadores não podem estar e nenhuma lista
def ou use dos nós do caminho, e caso algum deles esteja, as queries não podem ser colocadas
sequencialmente e a transformação não será aplicada.
Para efeitos de simplificação, este padrão considera apenas as consultas que não são futu-
ramente iteradas, para que os iteradores das RecordLists não tenham que ser alterados ou os
resultados antecipados. É possível obter esta informação com a versão actual do compilador.
O padrão descrito pode ser identificado na imagem 3.9.
Figura 3.9: Exemplo do padrão a aplicar left join
Tal como no exemplo anterior, o código gerado actualmente consiste em duas funções di-
ferentes e independentes, que executam as queries e compilam os resultados num objecto Re-




Depois da devida transformação os dois valores podem ser obtidos numa única função da
seguinte forma:
A opção pela operação left join, resulta da possibilidade de não existirem valores na segunda
query para os parâmetros retornados na primeira. A operação left join permite que no lado
direito da junção sejam obtidos valores nulos mesmo que não haja correspondência, retornando
sempre os valores da primeira query.
3.4.1.3 Agrupamento de Operações de Inserção em Ciclos
Uma das optimizações mais interessantes consiste no agrupamento de operações de inserção
em ciclos, onde os novos elementos são unidos numa única instrução de inserção no final de
um ciclo. O padrão (Figura 3.10) consiste na iteração de uma RecordList com a instrução For
Each, onde a cada passo existe uma operação de inserção no ciclo desta instrução.
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Esta abordagem trás, à semelhança das anteriores, algumas implicações semânticas: os da-
dos passam a estar disponíveis mais tarde para os utilizadores e se for detectada alguma excep-
ção, não será capturada na altura da inserção correspondente, o que poderá não ser o comporta-
mento desejado.
No entanto, testes prévios (indicados mais à frente) mostraram que as perspectivas de ganho
são bastante elevadas, o que faz com que esta alteração se torne importante nem que a sua
invocação seja feita explicitamente pelos programadores.
A transformação só poderá ser aplicada se os valores inseridos não forem utilizados em
outras operações dentro do mesmo ciclo. Da mesma forma, os identificadores gerados pela
base de dados que são o retornados na acção, não podem ser usados no decorrer do ciclo. A
plataforma poderá ainda sugerir ao programador, através de uma mensagem de aviso, que as
operações podem ser unidas no final do ciclo para maior eficiência.
A abordagem sugerida, passa por invocar a operação explicitamente através da introdução
de uma propriedade na operação Create<Entity> que permitirá definir o comportamento da
inserção. Alternativamente, esta propriedade poderá ser definida no próprio ciclo agrupando
todas as inserções existentes no seu interior.
Figura 3.10: Exemplo do padrão de inserção em ciclos
A ferramenta já disponibiliza as primitivas necessárias (em C#) para agrupar as operações
de inserção (bulk inserts [31]) tanto em SQL Server como em Oracle, que não são directa-
mente suportados pelo SQL. Estas operações seriam invocadas imediatamente antes da saída da
operação For Each no seu código gerado. Os nós For Each passariam então a suportar listas de
inserções, que seriam alteradas pelas operações Create<Entity> correspondentes, e futuramente
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unidas numa instrução e executadas à passagem por esse nó em tempo de execução.
Os testes realizados permitiram quantificar as diferenças temporais entre as inserções sin-
gulares sobre a base de dados em relação ao método que utiliza as funções de bulk insert do C#
para SQL Server. No exemplo seguinte foram inseridos vários números aleatórios numa tabela
(um por tuplo).
Figura 3.11: Diferença temporal em segundos entre inserções singulares (azul) e em simultâneo
(verde)
Nº de inserções 10 100 1.000 10.000
Tempo Singulares (s) 0.05 0.44 7.78 106.76
Tempo Simultâneo (s) 0.02 0.03 0.06 1.94
Tabela 3.1: Diferença de tempo em segundos entre inserções em conjunto e singulares
Os resultados dos testes foram bastante conclusivos. Podemos observar que os ganhos co-
meçam a ser significativos mesmo com poucas inserções e vão aumentando a relevância com
o aumento do volume de dados. Isto pode ser especialmente importante em aplicações onde o
carregamento de dados é uma funcionalidade comum e onde geralmente a ordem de grandeza
de valores é elevada. Portanto, não é de todo irrealista pensar que possam existir casos onde se-
jam criados mais de 1000 elementos na base de dados num único ciclo, e neste caso, os ganhos
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podem passar as dezenas de segundos.
3.4.1.4 Antecipação de Resultados de Queries
Este é um dos casos mais interessantes de analisar e ao mesmo tempo um dos com melhores
perspectivas de bons resultados. O padrão consiste numa consulta à base de dados, seguido de
uma iteração desses mesmos resultados onde, para cada um deles, é feita uma nova consulta.
Este modelo está normalmente associado a pesquisas por identificadores e uso dos mesmos
para ir buscar valores a uma tabela diferente. Para efeitos de simplificação, apenas vamos
considerar os casos onde só será utilizado o primeiro registo dos resultados na query interior,
ou seja, quando o compilador detectar que não existe iteração ou acesso a outro índice que não o
primeiro (verificação implementada actualmente). Os casos em que isto não acontece são muito
menos frequentes e de complexidade bastante mais elevada.
A figura seguinte ilustra um exemplo do padrão encontrado:
Figura 3.12: Exemplo do padrão para pré-cálculo de queries
Para situações onde os limites do ciclo For Each não são definidos, o número de consultas
efectuadas dentro do ciclo vai ser igual ao número de resultados obtidos na consulta anterior.
Este valor pode ser substancialmente reduzido se os resultados forem obtidos de uma única vez
e depois efectuada uma busca pelo resultado com o identificador pretendido em memória local,
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a cada passo da iteração.
Internamente, esta optimização pode ser vista como uma consulta anterior ao ciclo que vai
buscar todos os resultados possíveis (Fig. 3.13 - A) conjugada com uma operação de pesquisa
nesses mesmos resultados (Fig. 3.13 - B). As duas queries podem ser ainda juntas numa única
operação através da operação left join para garantir que todos os resultados do lado esquerdo
são capturados mesmo que não haja resultado na segunda query para esse valor, à semelhança
do que foi proposto no padrão 3.4.1.2.
É fundamental também verificar se existem escritas no interior do ciclo sobre a tabela onde
está a ser efectuada a leitura interior ao ciclo. O compilador também poderá efectuar esta
operação a pedido do utilizador, informando-o da oportunidade de pre-calcular os resultados
e de usar cache. Para este caso seria necessário acrescentar uma propriedade no ciclo para
seleccionar o comportamento desejado.
Figura 3.13: Exemplo de como internamente o padrão poderá ser restruturado
Se considerarmos que o peso das pesquisas locais têm um valor muito inferior ou nulo
quando comparado com a execução de uma consulta, o ganho vai ser maior quantos mais tuplos
tiver o resultado da consulta iterada. Esse ganho decresce do peso da query que carrega todos
os valores para memória local.
Relativamente a alterações semânticas, estas acontecem quando posicionamos este padrão
num cenário concorrente. Existe a possibilidade de alguns dos resultados serem diferentes
devido à antecipação de todas as leituras. Neste caso é preciso fazer um levantamento de todos
os cenários de utilização relevantes e decidir qual o comportamento desejado.
3.4.1.5 Eliminação de Queries Repetidas em ciclos
As operações de leitura que se repetem dentro de ciclos representam outro possível ponto
de optimização. As leituras poderiam ser realizadas apenas uma vez no início de cada ciclo
(2.1.3.1), evitando assim operações redundantes. O problema desta solução é que os dados
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podem estar a ser alterados por outros utilizadores em diferentes acções. Assim, se apenas
fizermos a leitura uma vez, os dados que recolhemos no início da operação correm o risco de
se tornarem inconsistentes. Neste caso, a aplicação directa do algoritmo para movimentação de
código invariante em ciclos iria alterar a semântica dos programas uma vez que o resultado das
queries não é invariante.
Esta situação de aparente redundância é ainda agravada pelo facto de na plataforma, em
SQL Server, utilizar o nível de isolamento Read Uncommited, que permite realizar leituras de
dados inconsistentes. No caso em que existem leituras dentro de ciclos, é mais provável que se
capturem resultados provisórios, mas quando esta é efectuada no início afecta todos os cálculos
seguintes.
A solução deverá ter sempre em conta o que o utilizador espera como resultado final. Desta
forma, podem ser exploradas alternativas que, por exemplo em vez de realizar a leitura no início,
possam realizá-la temporariamente, obtendo resultados mais consistentes e leituras menos fre-
quentes. A plataforma deverá informar o utilizador que a operação poderá beneficiar de cache
e propor refazer a consulta em intervalos de tempo configuráveis de forma a obter resultados
mais coerentes.
3.4.2 Operações de Actualização Parcial de Entidades
O padrão que foi escolhido para ser optimizado na plataforma OutSystems nasce da recor-
rente necessidade de criar formas de gerar operações de actualização parcial de entidades. As
operações Update<Entity> actuais, recebem uma entidade e actualizam todos os valores do
registo mesmo que estes não tenham sido alterados.
Por outro lado, se não for necessário actualizar todos os dados, também só é preciso carregar
da base de dados aqueles que eventualmente precisem de ser lidos, por exemplo para mostrar
num formulário de edição.
Figura 3.14: Exemplo de actualização parcial
A figura 3.14 mostra um exemplo onde é actualizado apenas um atributo de uma entidade.
Com base neste exemplo, se for propagada, em tempo de compilação, a escrita sobre o iden-
tificador "Permissions"até à operação de actualização seguinte, então essa acção saberá que só
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necessita de actualizar esse valor porque a informação dos restantes nunca chegou. Enriquecido
com esta informação, este nó Execute Action poderá descartar os restantes usos de identifica-
dores. Ao remover essa informação, o algoritmo de Liveness vai conseguir eliminar as leituras
desnecessárias na query de origem.
A outra principal limitação actual, consiste na inexistência de edição concorrente de for-
mulários. Se os mesmos dados forem lidos por diferentes utilizadores e alterados localmente,
quando forem actualizados vão persistir apenas as alterações do último utilizador, que é invo-
luntariamente responsável por eliminar as alterações do anterior.
Figura 3.15: Exemplo modificação concorrente de um formulário
A figura 3.15 exemplifica a edição concorrente de uma entidade em dois formulários. No
exemplo, dois utilizadores lêem os mesmos dados para um formulário (Screen Preparation)
que depois é editado localmente (Client Side). Seguidamente é pressionado um botão com a
respectiva afectação dos valores e actualização (Update Button Pressed).
Em tempo de compilação, é impossível prever quais os atributos que vão ser alterados pe-
los utilizadores a optimização anterior tem que propagar a escrita de todos os atributos para a
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operação de update seguinte.
Para facilitar a união das duas modificações, é necessário introduzir optimizações em tempo
de execução para verificar quais foram os atributos que realmente mudaram de valor na opera-
ção. Se no momento da afectação os atributos trocaram de valor, então devem ser enviados para
o update.
A mesma figura mostra também que a junção dos dois resultados pode não ser simples de
avaliar, porque se a operação não for disjunta existem possíveis situações de inconsistência de
dados, onde porventura seria necessário detectar um conflito na escrita.
A secção 4.2 descreve o trabalho realizado no estudo de cenários e de soluções para resol-
ver estas situações, assim como a solução implementada e validação dos resultados obtidos na
optimização deste padrão.
O capítulo que se segue começa por descrever brevemente a arquitectura do compilador e
do optimizador da linguagem OutSystems. Aqui são identificadas as suas características mais
relevantes para que seja mais fácil compreender a integração da solução proposta no contexto
do compilador. De seguida, são apresentadas e estudadas as diversas alternativas possíveis para
resolver o problema das actualizações parciais de entidades e justificada a opção tomada. No
fim, é descrita detalhadamente a implementação da solução e o processo de validação da mesma.
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OutSystems
Esta secção descreve os aspectos mais relevantes do trabalho desenvolvido no âmbito desta dis-
sertação. A primeira secção mostra a estrutura e funcionamento do compilador da linguagem
OutSytems, com especial foco nos aspectos mais relevantes para este trabalho. O início da
secção seguinte descreve o trabalho efectuado na análise e estudo de cenários de uso e das ne-
cessidades dos programadores no problema das actualizações parciais de entidades, justificando
a decisão sobre qual a abordagem a seguir. Seguem-se as subsecções onde são descritos os por-
menores da construção e validação da implementação desta optimização na Agile Platform. Por
fim, são descritas de forma resumida as condições e as diferentes fases sob as quais decorreu o
projecto.
4.1 Arquitectura do Compilador
Os programas definidos em OutSystems são normalmente constituídos por uma série de
ecrãs ligados como um grafo orientado. Em cada ecrã pode existir a hipótese de transitar para
outro e pode ser necessário transportar o contexto actual. Tipicamente em .NET [32] esse con-
texto tem o nome de Viewstate [33] e constitui o conjunto de valores que estão a ser manipulados
pela aplicação que necessitam de transitar em cada uma destas ligações. O tamanho do Views-
tate pode por em risco a usabilidade das aplicações, uma vez que o transporte dessa informação
entre o navegador e o servidor atrasa o carregamento das páginas.
Embora todas as páginas estejam relacionadas, o compilador actua de forma completamente
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independente. Cada página é percorrida individualmente e o seu código é gerado e optimizado
separadamente. O mesmo acontece com as acções definidas pelo utilizador. Os procedimen-
tos criados pelos programadores em acções separadas são também compilados e optimizados
sem conhecimento do contexto de utilização, isto porque podem ser invocados em contextos
completamente diferentes.
É importante referir também que nas operações de afectação todos os valores são copiados
por valor. A única excepção dá-se no caso da cópia de listas de registos, onde apenas é trocado
o apontador e copiado o registo corrente.
A subsecção seguinte descreve o processo de geração de código.
4.1.1 Geração de Código
Quando compiladas, as aplicações criadas em Service Studio podem gerar código em Mi-
crosoft .NET [32] ou Java [34], dependendo da vertente desejada. Neste trabalho foi apenas
definida a geração de código em .NET porque a implementação do servidor em Java só será
desenvolvida após o lançamento desta versão, por transcrição directa do código .NET. Esta
transcrição não afectará de forma alguma os resultados deste trabalho, porque a semântica
mantém-se nesta transcrição de código.
As linguagens utilizadas no output das aplicações são o C# [35, 36] para definição da lógica
aplicacional e o ASP [37] para a criação das páginas Web. Uma das grandes vantagens implí-
citas a esta geração de código é que a posterior compilação das aplicações, trará uma segunda
optimização realizada pelo compilador do C# ou Java.
A geração do código da lógica das aplicações passa por uma interpretação bastante directa
daquele definido na linguagem OutSystems. Os action flows são percorridos de forma sequen-
cial e cada tipo de nó tem associado um conjunto de strings que são escritas na altura da sua
geração. Esse código geralmente depende de um conjunto de variáveis que definem os parâme-
tros de entrada da função ou o contexto global de execução. As acções são geradas sob a forma
de função genérica invocável em diferentes contextos. Assim, os nós Execute Action apenas
têm que escrever a chamada à função correspondente com os parâmetros correctos.
A plataforma possui ainda um conjunto de bibliotecas e código genérico de suporte às apli-
cações criadas.
4.1.2 Optimizador
O optimizador presente no compilador, antes de proceder a qualquer verificação, cria um
grafo abstracto sobre cada um dos grafos da aplicação. Cada um dos nós apenas precisa de
informação de alto nível sobre o que está a ser optimizado. Actualmente cada nó do optimizador
recolhe informação sobre os identificadores que estão a ser manipulados (use e def ) em cada
momento de forma a computar o algoritmo de variáveis activas (2.1.1.5). Desta forma, os
diferentes nós acabam por ser abrangidos por uma pequena lista de nós do optimizador, onde se
destacam: OptimizerQueryNode, OptimizerIteratorNode e OptimizerActionNode.
50
4.1. Arquitectura do Compilador
Os algoritmos de transformação são aplicados sobre o grafo do optimizador que no fim da
sua execução enriquece os nós referenciados com informação extra que pode ser utilizada para
os optimizar no momento da escrita.
Os procedimentos definidos para acções do utilizador com as páginas Web (p.e. procedi-
mento para tratar evento de pressionar um botão) são integrados no grafo do ecrã 4.1 e opti-
mizados como um todo. Como já foi dito, o mesmo não acontece nas acções definidas pelo
utilizador. Nestes casos a optimização é local e os nós Execute Action do optimizador assumem
que todos os identificadores que são enviados para estas acções, acabam por ser necessários.
Esta limitação leva a que em muitos casos, alguns programadores mais experientes, acabem por
repetir algum código para que este seja optimizado.
A implementação da análise de variáveis activas (Liveness analysis) permite, através da
propagação dos identificadores utilizados, reduzir o tamanho do Viewstate e reduzir o número
valores obtidos em cada consulta SQL. Estes valores só precisam de ir para o Viewstate na
transição de uma página se forem necessários no destino. O mesmo acontece com as consultas
SQL. Neste caso, os valores só são retirados da base de dados se puderem ser lidos no futuro,
assumindo todas as transições possíveis no programa. Em ambos os casos, se os atributos forem
optimizados, após a leitura, estes identificadores estarão a apontar para valores por defeito, que
nunca serão lidos no seu contexto.
Para além das limitações que envolvem a compilação inter-procedimental [38], o optimi-
zador apresenta limitações ao lidar com a indexação de valores em listas. Todas as afectações
sobre os registos correntes das listas, assumem que esse o registo pode mudar entre operações.
Assim, esses atributos necessitam sempre de ser recolhidos da base de dados e de passar de
página para página. Esta limitação limita da mesma forma as afectações sobre registos indexa-
dos, porque para efeitos de optimização, o optimizador substitui-os internamente pelo registo
corrente.
O optimizador implementa ainda um algoritmo de ordenação topológica (2.1.1.4) para que
o número de iterações em algoritmos de análise de fluxo dados seja mínimo.
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Figura 4.1: Screen Flow Graph
4.2 Solução
Nesta secção do documento é apresentada a solução desenvolvida para a optimização que
foi proposta a resolver neste trabalho. Antes de proceder ao planeamento de uma solução e co-
dificação, foi necessário iniciar um processo de recolha dos problemas e necessidades da versão
actual da plataforma. Foi fundamental também inquirir alguns programadores da linguagem,
de forma a saber qual o comportamento mais desejado e o nível de conforto perante eventuais
alterações semânticas.
Uma vez tomada uma decisão, procedeu-se a uma planificação da arquitectura da solu-
ção, tendo como principal objectivo encaixar as alterações de uma forma natural no código
envolvente. O propósito desta integração é tirar o maior partido das optimizações e estrutura
existentes.
Seguidamente iniciou-se um processo iterativo de implementação dividido conceptualmente
em duas etapas centrais: optimizações em tempo de compilação e em tempo de execução. Estas
etapas foram acompanhadas do planeamento e produção constante de testes com o objectivo
de garantir a consistência do produto. Para criar testes mais completos, foi inclusivamente
enriquecido o mecanismo de asserções da linguagem.
Mais à frente neste documento, é apresentada também uma visão crítica sobre a solução
construída, incluindo uma reflexão sobre a hipótese de alterações futuras. Como consequência
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natural de um processo de optimização, é fundamental garantir que as alterações introduzidas,
acabam por optimizar realmente os programas. Isto significa que é importante salvaguardar
que os efeitos da complexidade da solução desenvolvida são efectivamente compensados com
ganhos significativos nas aplicações desenvolvidas. Num projecto desta natureza, torna-se fácil
ter acesso a aplicações reais, provando e quantificando os ganhos práticos destas alterações a
vários níveis. Na parte final desta secção são mostrados e avaliados os resultados da compilação
de aplicações reais e apresentada uma opinião crítica sobre esses mesmos resultados.
4.2.1 Limitações, Análise de Cenários e Decisões
Actualmente as actualizações de entidades são caracterizadas por perda de dados. As alte-
rações feitas por utilizadores correm o risco de se perderem em Updates seguintes.
Existe a hipótese de recorrer à opção GetForUpdate<Entity> que faz um lock sobre a en-
tidade na base de dados, mas o seu uso torna-se impraticável em aplicações que necessitam de
ser concorrentes (p.e: preenchimento de formulários). As formas existentes de contornar este
problema recorrem ao uso de Advanced Queries, que são de lenta concepção e propiciam o au-
mento de erros nas aplicações. É também necessário recorrer a Advanced Queries para resolver
todos os tipos de conflitos entre Updates.
O maior problema semântico da versão actual consiste na eliminação involuntária de dados
actualizados por outros utilizadores. Uma das motivações principais por trás deste projecto,
consiste em facilitar a utilização de Edit Records com a garantia de que os utilizadores só são
responsáveis pelos campos que alteram.
A figura 4.2 mostra que se dois utilizadores lerem os mesmos dados, editem os atributos
localmente e seguidamente enviem as alterações, a versão que vai persistir na base de dados vai
ser a última a ser enviada.
Figura 4.2: Perda de dados com actualizações sucessivas
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A figura segunte (4.3) mostra que se apenas forem enviados os valores editados, as altera-
ções do primeiro utilizador não se perdem, mas podem ter sido alteradas tendo em conta um
modelo errado (não actual) da base de dados.
Figura 4.3: Junção de alterações bem sucedida
A outra grande preocupação consiste na actualização de atributos que foram escritos sem se
verificar se entretanto esses valores mudaram na base de dados. Deveria existir um mecanismo
de detecção de conflitos na actualização de valores (Figura 4.4).
Figura 4.4: Detecção de conflito na actualização de dados
Apesar da detecção de conflitos, à primeira vista, parecer resolver o problema da inconsistência
de dados provocada pelos Updates parciais, na realidade não é solução devido às dependências
unidireccionais (Figura 4.5). Isto não é preocupante porque geralmente quem procura utilizar
operações de Update parcial não está preocupado com a detecção de conflitos e vice-versa.
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Figura 4.5: Falha de consistência na actualização de dados
A figura 4.5 mostra que se existir uma dependência unidireccional entre os possíveis valores
dos atributos B e C, e for efectuada uma união das alterações, essa união pode resultar num re-
sultado inconsistente. Imaginemos um exemplo simplificado com o par (Brasil, Dollar) lido por
dois utilizadores. Se os utilizadores alterarem os dados para os valores (USA, Dollar) e (Brasil,
Real) respectivamente, ambos os cenários são válidos localmente mas a união das modificações
(USA, Real) é inválida devido à dependência da moeda em relação ao país.
Análise de Cenários
Como foi mencionado anteriormente, antes de projectar a solução para a optimização geral
que foi proposta a resolver, tornou-se fundamental recolher informação sobre quais são as ne-
cessidades reais dos programadores e identificar os problemas da versão actual da plataforma
OutSystems.
A recolha desta informação foi compilada num conjunto de cenários representativos de situ-
ações suboptimizadas, comportamentos indesejáveis ou soluções complicadas para os progra-
madores.
Alguns dos cenários de utilização escolhidos foram:
1. Dois utilizadores modificam a mesma entidade no mesmo formulário (os mesmos atribu-
tos incluindo o last modified)
2. Dois utilizadores modificam a mesma entidade em formulários diferentes (atributos dife-
rentes incluindo o last modified)
3. Um utilizador grava uma entidade num formulário carregado com informação muito an-
tiga (p.e. deixado aberto durante a noite). Entretanto a entidade foi modificada por um
processo.
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4. Um formulário é usado para editar uma entidade com um atributo de dados binários de
grandes dimensões.
5. Uma acção é usada para actualizar uma entidade que contem um atributo binário de gran-
des dimensões.
6. Cenário de uma empresa de seguros: Advaced Queries são utilizadas, em vez de Up-
date<Entity>, para suportar padrões de detecção de conflitos com base em campos last
modified
7. Cenário de uma empresa de viagens: A maioria dos formulários requerem um Get<Entity>
e uma afectação antes de cada operação de Update<Entity> para garantir que apenas os
campos editados são actualizados na base de dados. As entidades são muito grandes e
alteradas em múltiplos ecrãs com formulários.
8. Cenário de uma empresa de energia: Entidades contêm atributos de soma. Quando são
actualizados os valores da entidade, o valor total é calculado e a entidade actualizada
na base de dados. Dois utilizadores lêem os mesmos dados, o primeiro actualiza um
atributo e o respectivo total e o segundo utilizador faz o mesmo, modificando um atributo
diferente.
9. Um formulário é validado tendo em conta valores antigos (no Viewstate) antes da entidade
ser enviada para a base de dados.
Cenário Limitações actuais
1 Sem detecção de conflitos. As primeiras alterações perdem-se.
2 As alterações do primeiro utilizador perdem-se no segundo Update<Entity>.
3 Sem detecção de conflitos. As alterações do processo perdem-se.
4 O tamanho do Viewstate é demasiado grande.
5 As operações para obter e actualizar entidades são lentas.
6 As Advanced Queries têm que ser editadas manualmente quando há uma alteração
na entidade. Maior probabilidade de erros.
7 Trabalho aborrecido e requer que a consistência dos valores do Edit Record seja
verificada manualmente.
8 Sem detecção de conflitos. As primeiras alterações perdem-se.
9 Os dados anteriores perdem-se, mas não há problemas de consistência dos dados.
Tabela 4.1: Listagem das limitações actuais
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Listagem de Possíveis Soluções
De acordo com as limitações da versão actual da plataforma, foram pensadas e debatidas
seis alternativas para solucionar este problema que tentam, pelo menos, eliminar parte dos falhas
da versão anterior. Estas soluções têm como objectivo alterar a forma como as operações de
actualização de entidades são realizadas actualmente: todos os valores da entidade são lidos e
escritos, independentemente de terem sido alterados ou de entretanto alguém os ter modificado.
Existem outras soluções possíveis para além das que vão ser apresentadas, mas num pro-
duto desta natureza, é essencial garantir a simplicidade e clareza das operações. Soluções muito
complexas, mesmo que sejam completas, são inconvenientes porque se tornam difíceis de ex-
plicar e podem induzir os programadores a erros graves na sua utilização.
As propostas debatidas com os responsáveis pelo produto foram as seguintes:
Actualização de valores escritos e lidos: Esta solução consiste em enviar para a base de da-
dos todos os valores que foram escritos (não necessariamente modificados) e todos os
que necessitam de ser lidos: marcados com “used”. Este comportamento, por ser único,
introduz necessariamente uma mudança semântica.
Comportamento definido na entidade (total/modificados): Todas as operações de Update<Entity>
são coerentes com aquilo que foi definido na entidade. É possível optar entre o compor-
tamento actual (actualizar todos) ou por apenas actualizar os atributos que foram modifi-
cados (o valor realmente mudou em relação ao que estava na base de dados).
Comportamento definido na entidade (total/total com verificação conflitos/modificados):
Idêntico ao anterior, mas permite ao programador definir se pretende que haja verificação
de conflitos ao nível de todos os atributos da entidade. Uma situação de conflito significa
que um atributo, que foi enviado para a base de dados, encontrou lá um valor diferente do
que tinha quando foi lido (alguém o alterou entretanto).
Comportamento definido em cada operação de Update<Entity> (total/modificados): É pos-
sível parametrizar todas as operações de actualização de entidades de acordo com as ne-
cessidades do programador em cada ponto do código. O programador pode decidir manter
o comportamento antigo ou actualizar apenas os atributos modificados.
Actualizar apenas atributos modificados: Todas as operações de actualização de entidades
são coerentes e apenas actualizam os atributos da entidade que mudaram de valor. Este
comportamento, por ser único, introduz necessariamente uma mudança semântica.
Actualizar apenas atributos modificados com verificação de conflitos ao nível dos atributos:
Semelhante ao anterior, mas permite ao programador especificar se pretende que haja de
controlo de conflitos ao nível dos atributos de cada entidade. O programador precisa de
especificar quais os atributos de cada entidade onde pretende verificar se há conflitos no
momento da escrita na base de dados.
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Depois de feito o levantamento das soluções realizou-se um enquadramento destas na reso-
lução dos cenários indicados anteriormente. O resultado foi o seguinte:
i) Actualização de valores escritos e lidos
ii) Comportamento definido na entidade (total / modificados)
iii) Comportamento definido na entidade (total / total com verificação conflitos / modificados)
iv) Comportamento definido em cada operação de Update<Entity> (total / modificados)
v) Actualizar apenas atributos modificados
vi) Actualizar apenas atributos modificados com verificação de conflitos ao nível dos atributos
Tabela 4.2: Avaliação dos cenários
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i) Actualização de valores escritos e lidos:
• Esta abordagem resolve apenas parte do problema de actualizações desnecessárias,
porque não verifica se os valores mudaram realmente em tempo de execução. Como
actualiza os atributos usados para leitura e todos os que foram escritos, previne incon-
sistências de valores, mas não elimina o problema grave de se perderem alterações de
outros utilizadores. A alteração introduz uma mudança semântica que, por si só, já é
difícil de clarificar e ainda implica que em cada Update os valores a actualizar sejam
validados pelo programador. Não resolve o problema da detecção de conflitos.
ii) Comportamento definido na entidade (total / modificados)
• A opção de ter uma propriedade nas entidades que define o comportamento das ope-
rações de Update permite que as operações sobre a mesma entidade sejam coerentes
entre si e que seja mais fácil modificar futuramente o seu valor. A opção de manter
o comportamento antigo permite uma transição mais suave para os programadores
e uma manutenção da semântica dos programas que foram desenvolvidos em ver-
sões anteriores da plataforma. As operações de Update parcial podem criar situações
de inconsistência de dados em entidades com dependências internas de valores, mas
neste caso deve ser seleccionada a outra opção. Esta vertente não resolve o problema
de detecção de conflitos.
iii) Comportamento definido na entidade (total / total com verificação conflitos / modificados)
• Esta solução resolve os problemas da anterior, porque introduz a vertente de detecção
de conflitos. No entanto, esta solução tem um custo mais elevado de implementação
e desenho.
iv) Comportamento definido em cada operação de Update<Entity> (total / modificados)
• Esta solução é em tudo semelhante à apresentada em ii) mas permite a flexibilidade
de controlo ao nível de cada Update. Apesar da vantagem em cada operação ser con-
figurável, perde-se coerência entre operações e torna-se muito pouco prático alterar
posteriormente a propriedade em todos os pontos do código, conduzindo a problemas
de usabilidade.
v) Actualizar apenas atributos modificados
• Optar por actualizar apenas os campos que foram modificados, introduz uma mudança
semântica forte na linguagem. Existe sempre o perigo de se esperar o comportamento
antigo e de as aplicações falharem inesperadamente. Desta forma, não existe forma
prática de adoptar o comportamento anterior. Esta via não resolve o problema de
detecção de conflitos e pode sempre levar a estados inconsistentes em entidades com
interdependência entre atributos.
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vi) Actualizar apenas atributos modificados com verificação de conflitos ao nível dos atributos
• A introdução de detecção de conflitos à solução anterior vai resolver a maior parte
dos problemas de consistência de dados. Mas algumas situações com dependência de
valores como a identificada em 4.5 vão continuar a existir. Esta solução tem um custo
bastante mais elevado de implementação e desenho.
Decisão
Depois do levantamento destas opções e das implicações de cada uma, foi decidido avançar
para a solução descrita em ii). A decisão teve como base as limitações de tempo até à saída da
versão seguinte e também a vantagem de poder replicar o comportamento antigo, garantindo
uma transição natural para quem programava na versão anterior. Com esta solução, torna-se
fácil também avançar para a solução iii) sem perder o trabalho anteriormente realizado.
As questões de usabilidade também tiveram um peso importante. Existe sempre alguma
reserva para modificações que impliquem alterar a interface das operações, particularmente no
que leva à adição de novas propriedades.
Não foi adoptada a solução descrita em iv), devido aos problemas de inconsistência e ques-
tões de usabilidade. Já em relação às soluções descritas em iii) e vi), a opção deve-se principal-
mente com questões de tempo derivadas da complexidade deste tipo de solução. As restantes
opções introduziam mudanças semânticas fortes e não aceitáveis, que por exemplo no caso i),
implicavam a atenção redobrada por parte dos programadores.
Inquéritos aos Programadores
Na sequência deste projecto, foram também inquiridos seis programadores experientes da
linguagem, com o objectivo de saber até que ponto a opção de Update parcial é útil para as
aplicações. Estes inquéritos tiveram a intenção de estudar tanto o impacto no trabalho que foi
realizado até à altura como no trabalho futuro de desenvolvimento.
Os resultados revelaram que 100% os inquiridos conhecem o comportamento actual da ope-
ração de Update<Entity> e reconhecem que o comportamento desejado passaria por actualizar
apenas os valores que foram alterados. Após a apresentação de um cenário onde os dados
poderiam ficar inconsistentes, um dos entrevistados mudou de opinião passando e esta última
passaria para pouco mais de 80%.
Apesar disto, os resultados mostraram que em 19% dos casos da utilização de Updates os
programadores quereriam evitar consequências da actualização parcial, devido à possibilidade
de provocar inconsistência de dados. Por outro lado, os mesmos pensam que em 79% dos casos
seria vantajoso o seu uso e desejariam mesmo ter a possibilidade de o utilizar (mesmo que não
fosse o comportamento por omissão).
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A avaliação destes inquéritos reforçou a necessidade de avançar com esta optimização e de
manter o comportamento anterior.
4.2.2 Descrição da Solução
A solução apresentada para optimização de operações de actualização de entidades está
dividida em duas fases. A primeira introduz alterações em tempo de compilação para reduzir
o fluxo de informação entre as bases de dados e as aplicações, através da aplicação de um
algoritmo de análise fluxo de dados. A fase seguinte enriquece as aplicações com informação
dos atributos que trocaram de valor em tempo de execução. Esta última, permite reduzir ainda
mais o conjunto de valores enviado em cada operação de actualização.
Em ambos os casos, a informação dos atributos que são necessários nas operações de ac-
tualização, tem que passar por parâmetro para estas acções. Na versão actual do compilador,
nenhuma Entity Action é optimizada de acordo com o contexto em que está inserida, sendo
no entanto gerado código específico para cada entidade diferente. Assim, o código é gerado
de forma genérica para qualquer operação sobre a entidade, numa única função (por exemplo
Update<Person>), que pode ser chamada em diferentes contextos. Esta decisão, para além de
evitar código repetido e de possibilitar juntar todas as EntityActions num único ficheiro fonte,
permite ganhos com compilação parcial, porque este código raramente precisa de ser recompi-
lado (a não ser que o modelo de dados se altere).
Sendo o Update<Entity> uma Entity Action, a sua compilação gera uma função que recebe
os dados da entidade e a actualiza na base de dados através de um comando SQL. A informação
sobre quais os atributos a actualizar é passada para este código genérico, garantindo que apenas
aqueles que foram modificados é que vão ser actualizados.
Essa informação é expressa num array de bits, cujo conteúdo é calculado inicialmente ape-
nas com informação recolhida em tempo de compilação e numa segunda fase com informação
de runtime. Esta solução parece adequada visto que queremos combinar a análise de informação
estática com dados recolhidos em tempo de execução para maximizar os ganhos finas.
As secções seguintes descrevem a implementação destas duas fases e as alterações que foi
necessário introduzir no processo de geração de código do compilador OutSystems para as su-
portar.
4.2.2.1 Optimizações em Tempo de Compilação
A ideia geral da nossa solução consiste na propagação, pelo grafo do optimizador, da in-
formação dos atributos que são afectados desde a leitura de uma entidade da base de dados até
à próxima operação de actualização dessa entidade. Com esta informação, cada nó de Update
consegue saber quais os campos que podem vir a mudar de valor (porque não é certo que mu-
dem para um valor diferente), e assim retirar o uso desses atributos que nunca serão alterados
nessa operação.
Actualmente, no grafo do optimizador, os nós de Update<Entity> são categorizados como
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OptimizerActionNodes, que marcam o uso de todos os campos da entidade que é enviada como
parâmetro da acção. Isto significa que se a entidade foi capturada por uma query, então grande
parte dos campos desse Entity Record, tiveram que ser recolhidos da base de dados antes de o
Update ser realizado.
O algoritmo de Liveness implementado no optimizador permite evitar algumas leituras des-
necessárias, caso se detecte que um valor vai ser redefinido antes do seu uso. Nesta situação as
queries são ligeiramente optimizadas, mas sem a optimização dos updates continuam a precisar
de obter valores da base de dados que possivelmente nunca vão ser utilizados, a não ser numa
actualização para o mesmo valor.
Ao remover os identificadores da lista use dos nós de Update, os campos que eram lidos das
queries apenas para ser usados na actualização, vão ser optimizados pelo algoritmo de Liveness
e consequentemente retirados dessas queries. A única excepção aqui aplica-se à chave da enti-
dade, que é sempre necessária para a operação de actualização (para a condição where do SQL).
Propagação de Atributos Escritos
Para que se consiga propagar convenientemente o conjunto de atributos que são alvo de
operações de atribuição é preciso guardar, a informação dos identificadores que foram marcados
como changed à entrada (ChangesIn) e à saída (ChangesOut) de cada nó (N). Isto significa que
cada ponto do grafo vai receber a informação dos valores que foram marcados como changed
anteriormente e tem também a capacidade de modificar essa lista (ver secção 2.1.1.2).
O algoritmo para propagação de atributos alvo afectações consiste na iteração sucessiva dos
nós do grafo, onde cada um destes nós é responsável por recolher, a cada iteração, o conjunto
dos atributos modificados nos nós predecessores. Este método é repetido até se atingir um ponto
onde nenhum dos nós alterou as suas listas de valores changed (ponto fixo - 2.1.1.3). Em cada
nó do grafo vão ser aplicadas as seguintes regras:
ChangesIn(N) = ∪ S is predecessor(N) (ChangesOut(S))
ChangesOut(N) = gen(N) ∪ (InChanged(N)− kill(N))
kill(N) =
{
N is U pdate→ use(N) ∩ ChangesIn(N)
else → de f (N)
gen(N) =
{
N is Query→ /0
else → (∪ x is assigned in N ({x})) ∪ (∪ y is exported to scope in N ({y}))
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• Funções ChangesIn(N) e ChangesOut(N):
No grafo do optimizador, cada um dos nós define duas listas de identificadores com o mesmo
nome das funções geradoras: ChangedIn e ChangedOut. A lista ChangesIn é resultado da união
de todas as listas ChangesOut dos nós predecessores, dando origem à propagação no sentido
do fluxo de execução. Cada um dos nós pode depois alterar a sua lista ChangesIn, introduzindo
novos identificadores com a função gen ou eliminando alguns dessa lista com a função (kill),
definindo a lista de saída ChangesOut.
• Função gen(N):
A geração de novos valores para a lista de saída (gen), provém essencialmente dos nós
de afectação que propagam o identificador do lado esquerdo dessa operação (le f t := right).
Neste contexto interessa apenas propagar identificadores de atributos de entidades que possuam
a propriedade de Update parcial.
As afectações podem ser de diferentes tipos:
• Afectação directa a um atributo de uma entidade:
O identificador do lado esquerdo é adicionado à lista gen.
• Afectação a um Record, Entity Record ou Record List:
Se o lado direito da afectação for uma expressão de identificador (IdentifierExpres-
sion), então expande-se esse identificador (de forma a mostrar todos os sub-identificadores
do registo ou da lista) e percorrem-se esses identificadores verificando se cada um deles
está presente na lista ChangesIn. O identificador correspondente do lado esquerdo só
é inserido na lista gen se o correspondente do lado direito for encontrado, ou seja, se
esse atributo foi anteriormente alvo de uma afectação. Se o atributo não for encontrado
na lista, o correspondente do lado esquerdo é removido da lista gen, para garantir que a
informação dos valores alterados é mantida quando ocorrem cópias de registos ou listas.
No caso oposto, torna-se impossível expandir lado direito da afectação e adicionam-
se todos os identificadores do lado esquerdo à lista gen.
No entanto, outros nós são responsáveis pela inserção de variáveis como changed no scope
do action flow corrente. Isto acontece porque, quando são chamadas acções ou funções que
retornam tipos Entity Record (ou outros que os possam suportar: listas, registos ou estruturas),
não existe a informação se esses valores vêm ou não alterados do outro lado, assim assume-se
o pior caso, ou seja, que vêm todos alterados.
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A única excepção a esta regra são as queries, porque apesar de exportarem variáveis para o
scope, os seus valores representam o estado da base de dados e por isso não necessitam de ser
marcados como changed.
• Função kill(N):
A eliminação de valores da lista de entrada (kill) dá-se em duas situações. A primeira surge
quando os identificadores que entram na lista ChangesIn estão contidos na lista local de defi-
nições (def ). Se os valores são novamente definidos, então deixam de estar marcados como
alterados. A segunda situação acontece nos nós de Update, que retiram os identificadores da
lista porque estes passam a estar coerentes com a base de dados.
Terminação do Algoritmo
Para efeitos de correcção vamos mostrar que o algoritmo do ponto fixo implementado neste
trabalho termina sempre.
Aplicando iterativamente as regras definidas anteriormente ao conjunto de todos os nós, as
listas ChangesIn e ChangesOut vão crescer a cada iteração até se estabilizarem num ponto em
que todos os identificadores em cada nó são iguais aos da última iteração (ponto fixo). Por defi-
nição (2.1.1.3), só se garante a terminação deste algoritmo se o conjunto de identificadores for
finito e se as funções geradoras para cada nó forem monótonas. Como a informação é estática o
conjunto de identificadores está sempre bem definido e é finito. Só precisamos de garantir que
as funções geradoras são monótonas.
Uma função f é monótona sob o conjunto de identificadores (conjunto de ordem parcial
(ϕ,v)) se:
- Seja: ϕ um conjunto de identificadores
- Então: ∀ α, β ∈ ϕ : α v β ⇒ f(α) v f(β )
Unindo as duas formulas, temos:
ChangesOut(N) = gen(N) ∪ ((∪ S is predecessor(N) (ChangesOut(S)))− kill(N))
ChangesOut(N) = f (∪ S is predecessor(N) (ChangesOut(S)))
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Hipótese: ChangesOut(N) só cresce
i) Provar (1ª iteração):
ChangesIn(S) = /0
⇒ ChangesOut(N) = gen(N) ∪ ( /0 - kill(N)) = gen(N)
⇒ ChangesOut(N) ≥ /0
(nota: o conjunto de valores exportados para o scope é constante.)
ii) Provar (nª iteração):
Assumindo que ChangesOut(S) aumenta em alguns predecessores, então:
∪ S is predecessor(N) (ChangesOut(S))
só pode crescer ou manter-se igual depois da iteração. O mesmo acontece com:
gen(N)∪ ((∪ S is predecessor(N) (ChangesOut(S))− kill(N))
porque gen(N) é um conjunto constante e porque expandindo o restante da formula para as
duas hipóteses possíveis de kill(N):
ChangesIn(N)− (ChangesIn(N)∩use(N))⇒ChangesIn(N)−use(N)
ChangesIn(N)−de f (N)
como def(N) e use(N) são constantes, e ChangesIn(N) é crescente (por hipótese), as duas
possibilidades são também crescentes. Isto implica que a função ChangesOut(N) seja mo-
nótona crescente e consequentemente ChangesIn(N) também o é.
Algoritmo para Propagação de Atributos Escritos
A listagem de código seguinte (4.2.1) define de forma abstracta o algoritmo para propagação
de atributos alvo de afectação, que pode correr sob qualquer grafo de um action flow. Antes
da execução deste algoritmo, é realizada a operação de ordenação topológica, implementada no
compilador, para que o número de iterações até que o algoritmo estabilize seja o mínimo.
A função recebe o conjunto dos nós do grafo (do optimizador) de um action flow e itera essa
lista de nós continuamente, aplicando as funções definidas anteriormente, até que a propagação
de atributos estabilize no ponto fixo.
Após a execução deste algoritmo, cada nó de Update de cada action flow vai estar enrique-
cido com informação suficiente para verificar quais são os campos que são realmente necessá-
rios à operação. Desta forma, a última instrução do algoritmo é à chamada da função que corta
os usos dos nós de Update<Entity>, explicada na secção seguinte.
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if clone 6= node.ChangesIn
then changes← true
kill← kill∪node.de f
if node is OptimizerU pdateNode
then kill← kill∪ (node.use∩node.ChangesIn)
if node.exportsToScope 6= null and not node is Query
then

for each id ∈ node.exportsToScope
do gen← gen∪ id.ExpandedIdenti f iers
if node.assigment 6= null
then

le f tside← node.assignment.le f tside
rightside← node.assignment.rightside
if le f tside is {Record or RecordList or EntityRecord}
then

if rightside is Identi f ierExpression
then

for i← 0 to rightside.ExpandedIdenti f iers.Count−1
do

rightId← rightside.ExpandedIdenti f iers.Get(i)
le f tId← le f tside.ExpandedIdenti f iers.Get(i)
if node.ChangesIn.Contains(rightId)
then gen← gen∪{rightId}
else gen← gen−{le f tId}
else
{
for each id ∈ le f tside.ExpandedIdenti f iers
do gen← gen∪{id}
else gen← gen∪{le f tside}
clone← node.ChangesOut
node.ChangesOut← gen∪ (node.ChangesIn− kill)





Algoritmo para Corte de Usos de Updates
O algoritmo seguinte (4.2.2) é responsável por percorrer cada update, verificando se se trata
de uma operação total ou parcial. No caso de se tratar de um update parcial, procede-se à
eliminação de atributos desnecessários. Os identificadores de cada entidade não podem ser
removidos do nó, porque são necessários para a encontrar na base de dados. Por outro lado,
se o identificador da entidade for alterado, procede-se a uma operação de update total porque a
entidade referida passou a ser outra. Este método pode ser utilizado, por exemplo, para copia
de entidades.
Algorithm 4.2.2: CUT CHANGES FROM UPDATES(pseudocodigo)
procedure OPTIMIZE UPDATES(graphNodes)





if not node.IsFullU pdate
then

for each id ∈ node.use
do

attr← id.GetRe f erencedOb ject



















comment: by now all updates have the minimum “uses”
Após a execução deste algoritmo, espera-se que tenha sido removida uma quantidade con-
siderável de usos nas acções de Update. Isso significa que alguns valores que tinham sido
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lidos da base de dados e que, através da lógica aplicacional, nunca poderiam ter sido altera-
dos pelo programa, não necessitam de ser trazidos da base de dados. O algoritmo de liveness
existente actualmente no optimizador encarrega-se encontrar estas situações, aumentando a sua
capacidade de optimização anterior. Esse algoritmo é chamado logo após a terminação deste
último, percorrendo os nós no sentido inverso da ordenação topológica, porque se trata de uma
propagação de valores no sentido inverso ao da execução.
Alterações na Geração de Código
Depois de implementados os algoritmos anteriores, foi necessário alterar tanto o código
gerado das operações Update<Entity> como das Execute Action que invocam as anteriores,
para fazer uso destas optimizações. Em termos de código, os nós Execute Action apenas geram
chamadas aos métodos genéricos Update<Entity>, enviando a entidade a actualizar como pa-
râmetro. Assim, junta-se à chamada deste método, a informação de quais foram os campos que
possivelmente trocaram de valor (resultado do algoritmo 4.2.2), enviando um vector de bits.
Dentro de cada Update<Entity>, a criação da consulta SQL tem que ter em conta os valores
deste novo parâmetro.
O exemplo seguinte (4.1) exemplifica a geração de código de uma destas operações e o local
onde é passado o BitArray.
Listagem 4.1: Exemplo de geração de código Execute Action de um Update<Entity>
1 ExtendedActions.UpdatePerson(heContext, /* dump BitArray here */,
2 localVars.queryResQuery1_outParamList.CurrentRec);
A listagem seguinte (4.2) representa o exemplo de código (genérico) gerado para uma ope-
ração update de uma entidade Person com 3 atributos (Id, Username e Password). Dentro dessa
função é criada a string SQL com o comando de actualização.
Existem ainda dois pormenores que necessitam de ser mencionados. Se for passado por
argumento um valor null em vez do BitArray, a operação reage como se tivesse o comporta-
mento antigo, ou seja, actualiza todos os valores (linha 6). Esta vertente é apenas utilizada em
situações onde as entidades que apenas suportem updates totais. O outro pormenor consiste na
existência de uma operação de actualização que não altera nenhum valor (linha 36). Isto acon-
tece quando nenhum dos campos foi alterado, e a necessidade desta operação deve-se à geração
de um evento de update que é essencial para garantir os efeitos laterais.
Internamente a esta função o BitArray tem o nome usedFields, representado os campos que
vão ser usados na operação de actualização.
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Listagem 4.2: Exemplo de geração de código da Extended Action Update<Entity>
1 public static void UpdatePerson(HeContext heContext, BitArray usedFields,
2 RCPersonRecord inParamSource) {
3
4 ENPersonEntityRecord ssENPerson = inParamSource;
5 IDbTransaction trans = DBTransactionManager.Current.GetMainTransaction();
6 if(usedFields == null) {
7 usedFields = new BitArray(new bool[3] { true, true, true });
8 }
9
10 string updateSet = " SET NOCOUNT OFF ; UPDATE o s u s r _ 2 z k _ P e r s o n SET ";
11
12 string parameters = " ";
13 parameters = (usedFields[1]? (parameters.SuffixIfNotEmpty( " , ") +
14 " \ " USERNAME \ " = @ssUsername "): parameters);
15 parameters = (usedFields[2]? (parameters.SuffixIfNotEmpty( " , ") +
16 " \ " PASSWORD \ " = @ssPassword "): parameters);
17
18 string whereCondition = " WHERE \ " ID \ " = @ssENPersonssId ";
19
20 string sql = updateSet + parameters + whereCondition;
21
22 IDbCommand sqlCmd = DBHelper.CreateCommand(trans, sql);
23 int counter = 0;
24 if(usedFields[1]) {









34 DBHelper.AddParameter(sqlCmd, " @ssENPersonssId ", DbType.Int32,
35 ssENPerson.ssId);
36 if(counter == 0) {
37 String dummyUpdate = " \ " USERNAME \ " = \ " USERNAME \ " ";
38 String noUpdate = updateSet + dummyUpdate + whereCondition;
39 sqlCmd.CommandText = noUpdate;
40 }
41 if(DBHelper.ExecuteNonQueryDontCleanParameters(sqlCmd,
42 " E n t i t y A c t i o n UpdatePerson ", true) <= 0){





4. OPTIMIZAÇÃO DE Queries NA LINGUAGEM OutSystems
Uma vez conjugados todos estes factores, as actualizações de valores na base de dados estão
optimizadas, recorrendo apenas a informação estática.
4.2.2.2 Optimizações em Tempo de Execução
A solução anterior permite reduzir a quantidade de informação enviada para as operações
de actualização, mas não garante que os valores que são enviados na acção sejam diferentes
daqueles que foram lidos. O caso mais típico onde esta optimização falha é na alteração de
formulários. Todos os campos precisam de ser lidos e mostrados aos utilizadores e, na submis-
são do formulário, todos os atributos são afectados, porque não se consegue saber em tempo
de compilação quais foram alterados. Isto deve-se tanto ao desconhecimento da informação
que está na base de dados como ao comportamento imprevisível dos utilizadores. Torna-se
então impossível obter esta informação sem recorrer a mecanismos que, em tempo de execu-
ção, verifiquem se os atributos alvo de afectações trocaram de valor quando manipulados pelos
utilizadores ou pela aplicação.
A segunda parte da solução visa colmatar este problema. Cada Entity Record precisa de
guardar informação de quais foram os campos que alteraram o seu valor em tempo de execu-
ção, para enviar esta informação posteriormente às operações Update<Entity> que na versão
anterior recebiam informação estática.
Uma solução baseada em informação gerada em tempo de execução não necessita de des-
cartar por completo a solução anterior, e pode até ganhar com a sua existência. Neste caso
concreto, vai beneficiar dos algoritmos anteriores na medida em que continuam a ser elimi-
nadas todas as leituras que são desnecessárias. Em termos de resultados, os ganhos são pelo
menos iguais aqueles apresentados pela versão anterior, mas são impossíveis de calcular sem a
recolha de dados do uso dos utilizadores finais.
Alterações na Geração do Código das Entidades
No momento da compilação de uma entidade definida em Service Studio, é construída a
estrutura na linguagem C# que a representa. Para cada uma dessas estruturas, são criados mem-
bros privados que representam os atributos declarados pelo programador no momento da defi-
nição da entidade e também um conjunto de métodos e operadores. São criadas as operações de
comparação habituais para relacionar instâncias da mesma entidade e alguns métodos para: lei-
tura da base de dados, cópia a partir de outra estrutura, duplicação, serialização e construtores,
entre outros.
A abordagem seguida para gerir a informação dos atributos que trocaram de valor, passa
por acrescentar um membro de dados BitArray em cada Entity Record, com o tamanho corres-
pondente ao número de atributos declarados. A semântica desse novo campo é a mais simples
possível: um atributo tem a sua posição correspondente no BitArray como verdadeira se o seu
valor mudou em tempo de execução. Optou-se assim pelo nome ChangedAttributes.
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Em cada operação de afectação passou a ser necessário verificar se o valor que está a ser
aplicado ao campo da entidade é diferente do existente, e em caso afirmativo, alterar o valor
dessa posição no BitArray.
Actualmente, cada afectação é escrita em ficheiro da forma mais simples possível (4.3):
Listagem 4.3: Exemplo de código gerado de uma afectação
1 // Query1.List.Current.Person.Name = "newName"
2 localVars.queryResQuery1_outParamList.CurrentRec.ssENPerson.ssName = " newName ";
Para solucionar este problema a alteração mais directa implicaria encher o código gerado de
verificações, o que tornaria o programa bastante mais complicado de analisar e de maiores
dimensões.
Optou-se então por realizar todo esta verificação ao nível da entidade. Definiram-se todos
os atributos das entidades como privados e criaram-se propriedades [35] (set/get) em C# que
fazem as verificações necessárias, antes de alterar o valor. O código seguinte (4.4) mostra um
exemplo duma propriedade em C# para manipular um membro privado counter.
Listagem 4.4: Exemplo de propriedade em C#
1
2 private int _counter;
3





9 _counter = value;
10 }
11 }
As propriedades são membros que permitem aceder e alterar os atributos privados de uma
classe ou estrutura de forma flexível, como se de um acesso normal a um campo se tratasse.
Estas podem ser usadas como membros públicos, mas na realidade são métodos especiais as-
sessores. A grande vantagem é que permitem redefinir a semântica das operações sem grande
esforço e sem necessidade de alterar a geração de código das afectações (sem casos especiais).
Devido à partilha de funções geradoras de código entre estruturas e registos, foi neces-
sário introduzir algumas condições, para que as modificações anteriores só se reflictam nos
EntityRecords. A interface comum ISimpleRecord foi também alterada para permitir a cópia
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de BitArrays entre registos. Isto implicou que as estruturas gerassem uma excepção caso este
método seja invocado, pois não possuem esta nova propriedade. No entanto, esta situação não
é preocupante pois nunca acontecerá se o código do programa for bem gerado.
Existem outros cuidados a ter na manipulação do BitArray. Na criação de uma instância de
uma entidade, os bits têm que ser colocados todos a verdadeiro porque os valores da entidade são
todos novos. Nos métodos de cópia e duplicação de entidades, os valores têm que ser copiados
tal como estão actualmente, para garantir que não se perde a informação que foi alterada. Por
fim, no método para leitura de uma entidade da base de dados, o BitArray é colocado com todos
os atributos a falso, porque estes passam a representar o estado actual da base de dados.
Relativamente à troca de atributos chave, foram tomadas exactamente as mesmas decisões
em relação à solução anterior, ou seja, a troca destes valores resulta na alteração de todos os bits
para verdadeiro.
A listagem 4.5 (na página seguinte) mostra um exemplo dum excerto de código gerado para
a entidade User, onde se pode observar a verificação de mudança do valor dos atributos e a
mudança no BitArray.
Alterações no Viewstate
Nas aplicações Web, o contexto de uma página tem que ser enviado para o lado do utilizador
(navegador Web), e persistir neste entre postbacks (recarregamentos após submissão de formu-
lários). Em aplicações .Net este conjunto de dados que é guardado no navegador é vulgarmente
denominado Viewstate.
O algoritmo de Liveness do compilador também optimiza a informação que necessita de
ser enviada para o Viewstate com o objectivo de reduzir o seu tamanho, tornando a navegação
Web mais rápida. Este contexto é passado para a página durante o carregamento e retido nesta
durante os postbacks, o que implica que os valores que estão a ser manipulados pelo utilizador
precisam de ser constantemente gravados e lidos do Viewstate. Desta forma, os BitArrays dos
Entity Records necessitam de acompanhar os atributos das entidades nesta navegação, para que
a informação dos atributos modificados nunca se perca.
Um pormenor importante é a necessidade do BitArray (ChangedAttributes) ser o último
campo da estrutura a ser reposto com o valor gravado. Isto é importante porque, durante as lei-
turas dos atributos da entidade para o registo, estes atributos são novamente afectados (porque
a afectação usa a propriedade C# em todos os casos), alterando todas as posições do BitAr-




Listagem 4.5: Exemplo de código gerado os atributos
1
2 public struct ENUserEntityRecord: ISerializable, ISimpleRecord {
3 // ...
4
5 public BitArray ChangedAttributes;
6
7 private int _Tenant_Id;
8





14 if(_Tenant_Id != value) {
15 ChangedAttributes = new BitArray(11, true); // key modification





21 private int _ssId;
22





28 if(_ssId != value) {
29 ChangedAttributes = new BitArray(11, true); // key modification





35 private int _ssName;
36





42 if(_ssName != value) {
43 ChangedAttributes[2] = true;
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48 // ... (more)
Complicações Resultantes da Optimização de Atributos
Aparentemente, a informação adicionada anteriormente seria suficiente para solucionar o
problema das optimizações em tempo de execução. Infelizmente as optimizações resultantes do
algoritmo de Liveness podem causar situações indesejáveis. Vejamos o exemplo da Figura 4.7.
Figura 4.6: Exemplo de Screen Preparation e Action Flow de uma acção
O action flow do lado esquerdo representa a acção de preparação de um ecrã e o do lado
direito uma acção de um botão desse mesmo ecrã.
Na preparação do ecrã, a Query1 retorna uma entidade do tipo Person com três atributos
do tipo string (att1, att2 e att3). De seguida são realizadas quatro operações de afectação. Na
primeira, o primeiro registo do resultado da query é copiado para uma variável (rec) do mesmo
tipo. Depois são afectados os dois primeiros campos da variável com strings vazias e o terceiro
elemento do current record da Query1 com o valor "x".
Centrando a atenção nas afectações sobre os atributos att1 e att2, reparamos que estes aca-




Esta sequência permite que a Query1 apenas traga da base de dados os atributos Id e att3
(este último por causa da limitação do current record), o que leva a que no Entity Record os
dois primeiros atributos sejam preenchidos com os valores por omissão.
O problema deste exemplo é que os valores por omissão das variáveis do tipo string corres-
pondem ao valor que está a ser atribuído nas operações, ou seja, a string vazia. Assim, mesmo
que na base de dados esteja um valor diferente, o bit correspondente a cada um destes atributos
não vai ser actualizado na acção do botão, porque não foi detectada uma mudança de valor.
Para solucionar este caso especial seguiu-se uma abordagem próxima daquela que foi uti-
lizada para guardar os atributos alterados. A solução passou por inserir mais um BitArray nos
registos das entidades que indica os atributos que foram optimizados. O objectivo deste novo
membro de dados é alterar a semântica da operação set da propriedade C# de cada atributo, de
forma a considerar que numa afectação, se o valor não mudar mas tiver sido optimizado, então
deve ser marcado como alterado para que seja actualizado na base de dados. A listagem 4.6 (na
página seguinte) mostra o resultado final em termos de código gerado para cada atributo.
A manutenção do BitArray OptimizedAttributes nas entidades não é trivial. Quando são
realizadas queries, os valores dos atributos optimizados têm que ser propagados desde a lista
até aos Entity Records. No construtor do Entity Record o BitArray é inicializado com todos
os valores como falsos, ou seja, como não sendo optimizados. Em métodos de duplicação
e preenchimento através de outro registo, os valores são copiados, tal como acontecia para o
ChangedAttributes. Já nó método de leitura de valores da base de dados, assume-se os valores
vão ser definidos de seguida pela query, não sendo necessário fazer nada. Mas, o processo
complica-se mais quando é necessário copiar registos e estruturas, como vai ser descrito na sec-
ção seguinte.
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Listagem 4.6: Exemplo de código gerado para cada atributo
1
2 public struct ENUserEntityRecord: ISerializable, ISimpleRecord {
3 // ...
4 public BitArray ChangedAttributes;
5 public BitArray OptimizedAttributes;
6
7 private int _Tenant_Id;
8





14 if(_Tenant_Id != value || OptimizedAttributes[0]) {
15 ChangedAttributes = new BitArray(11, true);





21 private int _ssId;
22





28 if(_ssId != value) { // The entity key can’t be optimized
29 ChangedAttributes = new BitArray(11, true);





35 private int _ssName;
36





42 if(_ssName != value || OptimizedAttributes[2]) {
43 ChangedAttributes[2] = true;






48 // ... (more)
Propagação dos Atributos Optimizados
No momento da criação de uma entidade em Service Studio, são gerados automaticamente
métodos para criar, obter, alterar e apagar essa nova entidade na base de dados, de onde se
destaca naturalmente a acção Update<Entity>. São gerados dois métodos que podem obter
entidades com base num identificador: Get<Entity> e GetForUpdate<Entity>. Estes dois úl-
timos, como não são optimizados pelo algoritmo de Liveness, quando capturam uma entidade
da base de dados têm que colocar o BitArray OptimizedAttributes com todos os valores a falso.
O mesmo se aplica às Advanced Queries que também não são optimizadas. Neste caso, e à se-
melhança das Simple Queries, é preciso propagar os valores desde a Record List até aos Entity
Records.
A definição de uma entidade em Service Studio gera, para além do código do respectivo
Entity Record, código para o RecordType que engloba o Entity Record e para uma Record List
do RecordType gerado (ver tipos de dados da linguagem OutSytems em 3.3.3).
Quando uma query é executada e recolhe dados para o Current Record, na realidade executa
a operação de leitura da sua Record List. Esta operação preenche o Record Type do elemento
corrente com a informação da base de dados, que depois propaga essa informação para o res-
pectivo Entity Record, ou para os vários, no caso de se tratar de uma operação de junção. Da
mesma forma que esta informação é passada entre os diversos níveis, foi criado um mecanismo
de propagação do BitArray dos atributos optimizados.
No momento da definição de uma Simple Query, é gerada a informação dos atributos optimi-
zados. Depois da criação da respectiva Record List que vai guardar os resultados da query, esse
BitArray é guardado no seu interior. Seguidamente, a operação de leitura da lista encarrega-se
de propagar esta informação até ao seu Record Type e este até aos Entity Records.
Qualquer outro tipo de acção que utilize a operação de leitura (p.e. o nó ExcelToRecordList)
terá que propagar BitArrays com todos os campos a falso, porque apenas as Simple Queries são
optimizadas.
Outro aspecto importante acontece na cópia de registos (Record Types). Na cópia directa
de registos (de entidades ou de junções de entidades) é criado dinamicamente um array de
BitArrays para conter a informação de cada uma das entidades interiores. Essa informação é
posteriormente passada para o registo afectado. No caso em que os registos são estruturas, os
campos que não sejam Record Types são inseridos com null nessa posição do array de BitArrays
e a cópia é realizada da mesma forma, sendo os valores nulos ignorados no destino.
Toda esta informação tem que ser passada dinamicamente em tempo de execução, porque
apesar da informação ser estática, os tipos são partilhados em todo o código, e em circunstân-
cias diferentes, os campos optimizados podem ser outros.
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Optimização do ViewState
À semelhança do que foi referido para os ChangedAttributes, este novo BitArray também
necessita de ser colocado no Viewstate. Contudo, é precisamente neste ponto que surge outro
pormenor importante. O algoritmo de Liveness tem como objectivo, para além de optimizar os
valores lidos das Simple Queries, optimizar os valores que são enviados para o Viewstate. Isto
implica que quando as entidades forem lidas do Viewstate possam ter mais atributos optimiza-
dos do que tinham no momento em que lá foram guardadas. A solução passa por guardar no
Viewstate, no momento da gravação do BitArray, o resultado da operação lógica OR entre os
OptimizedAttributes da entidade e os do Viewstate. Assim, quando a entidade for reposta, já vai
ter a informação correcta de todos os campos optimizados em ambas as situações.
Com esta última alteração ficou completa a implementação deste trabalho, desta vez com
actualizações apenas dos valores alterados em tempo de execução. A secção seguinte descreve
o processo de validação da solução implementada.
4.2.3 Validação
Esta secção do documento pretende clarificar o trabalho feito para validação da solução
implementada e está repartida em duas subsecções. A primeira revela os métodos para validação
da correcção da solução ao nível da forma em como foram realizados os testes e alguns detalhes
sobre os mesmos. A segunda parte baseia-se na amostragem e análise crítica dos resultados
obtidos nos testes de performance realizados após a fase de implementação.
4.2.3.1 Correcção
O trabalho realizado em termos de validação de correcção assenta na existência de um me-
canismo, interno à OutSystems, com capacidade de correr todos os dias, cerca de 3500 testes
de regressão [39] (testes que verificam se as alterações do dia anterior estragaram os resulta-
dos dos testes). Esta optimização implementada, teve impacto em alguns testes anteriores, que
tiveram que ser analisados e corrigidos à medida que todo este código se foi juntando com o
restante código em desenvolvimento. Para cada uma das iterações deste projecto, foram cri-
ados testes específicos para validar a sua correcção. Podem-se distinguir três tipos de testes:
testes em tempo de compilação, testes de navegador simples e testes de navegador com captura
informação de tempo de execução.
Para a realização de testes em tempo de compilação, o mecanismo de asserções da lingua-
gem OutSystems foi estendido para verificação dos atributos utilizados em cada operação. Esta
verificação passa por comparar os usos da operação Update<Entity>, gerados em tempo de
compilação, com aqueles que são declarados na string de comentário. Estas asserções são bas-
tante similares com as existentes para as Simple Queries onde são declarados os campos que
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são obtidos da base de dados (não optimizados pelo algoritmo de Liveness). As asserções que
não coincidirem com a informação estática, têm a capacidade de forçar a que a operação seja
realizada com a informação declarada.
No exemplo da figura 4.7 são mostrados dois exemplos de asserções incoerentes com as
optimizações, que resultam em mensagens de aviso para operações forçadas (Figura: 4.8). É
atribuído um novo valor à idade e ao nome da pessoa em questão, mas como na asserção são
indicados para actualização os atributos name e username, são esses que vão ser actualizados.
Figura 4.7: Exemplo de asserções em código OutSystems
Estas asserções foram testadas individualmente com casos muito simples para verificar a
sua correcção. Em termos de implementação, estão integradas no algoritmo 4.2.2 no momento
de corte dos usos. Os valores no comentário são comparados com os valores de uso no nó,
gerando as mensagens de aviso e forçando novos usos.
Com a possibilidade de gerar estas asserções foram criados vários testes que englobam
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Figura 4.8: Mensagens de aviso em asserções para o exemplo da figura 4.7
todas as situações relevantes de testar em tempo e compilação desde actualizações em ciclos e
decisões até passagem de atributos modificados para acções externas e internas ao eSpace.
Para testar as optimizações tem tempo de execução, estas verificações com base em asser-
ções não são suficientes. Foram produzidos testes de navegação em browser, com base em
scripts Selenium IDE [40] com asserções ao nível da informação mostrada ao utilizador no
navegador. Estes testes permitem simular navegação entre páginas e preenchimento de formu-
lários. Para além de estarem mais próximos do comportamento dos utilizadores finais, permitem
verificar através do carregamento das páginas e da informação mostrada ao utilizador, se as alte-
rações são reflectidas na entidade da forma correcta. Permitem ainda simular o comportamento
de utilizadores no preenchimento de formulários concorrentes e a correcção dos resultados. A
geração destes scripts é feita gravando a navegação de um utilizador numa página Web normal,
permitindo a cada momento fazer asserções de texto. Se a navegação ou as asserções falharem,
o teste falha por completo.
Os testes em Selenium IDE são bastante completos, mas não permitem visualizar o estado
das entidades manipuladas. Para conseguir tal informação, foram geradas acções especiais atra-
vés do Integration Studio que recebem Entity Records e analisam o estado dos vectores de bits.
Esta informação é capturada através de reflection de objectos em C#. Esta habilidade permite
retirar informação dinâmica sobre os objectos (métodos e atributos) em tempo de execução.
O uso destas acções especiais permitiram a criação de testes onde o resultado da validação do
estado dos vectores de bits, foi mostrado em tempo de execução e depois alvo de asserções.
A combinação desta informação com as potencialidades dos testes de navegador geram
informação suficiente para a verificação completa da validade da implementação.
É importante salientar que a criação destes testes foi acompanhada por especialistas na lin-
guagem para garantir que abrangem todas as situações, incluindo as mais invulgares.
4.2.3.2 Avaliação dos Resultados
A segunda parte desta secção de validação visa analisar os resultados obtidos com os testes
de performance. Para o efeito foram seleccionados todos os eSpaces de uma solução de grandes
dimensões juntamente com alguns outros eSpaces relevantes (p.e. Service Center).
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Na altura em que estes resultados foram obtidos, nem todos os ficheiros passavam pelo ac-
tualizador de versão, por isso alguns tiveram que ser deixados de parte. Os testes basearam-se
na recolha de dados da compilação sucessiva de 47 ficheiros OML, onde em cada um deles foi
compilado 4 vezes sem as optimizações e 4 vezes com as optimizações, assumindo o melhor
caso: todas as entidades com a propriedade Update Behavior marcada como Changed Attribu-
tes.
Todos os gráficos apresentados nesta secção representam um subconjunto de todos os dados
recolhidos nesta fase do projecto. Como informação complementar a este documento, podem
ser encontrados em anexo os detalhes da compilação de cada eSpace, incluindo valores mini-
mos, máximos, médias e desvios padrão. Em anexo encontram-se também gráficos semelhantes
aos apresentados nesta secção, mas com informação percentual.
Estes testes só mostram os ganhos nas aplicações obtidos em tempo de compilação. As
optimizações em tempo de execução terão sempre, na pior das hipoteses, o conjunto dos va-
lores a enviar para as operações de Update, igual aqueles que seriam enviados em tempo de
compilação. Isto porque, nesta última, assume-se que todas as atribuições de valores a variáveis
resultam em troca de valor. Para calcular ganhos aproximados em tempo de execução dos usos
dos Updates, seria necessário recolher métricas de utilização das aplicações, e depois multipli-
car a percentagem de afectações que resultam em troca de valor pelos resultados finais.
Ganho Global
As alterações introduzidas por este trabalho afectam directamente os usos das operações de
Update<Entity>, que por sua vez influenciam as definições de valores realizadas nas Simple
Queries. Em termos gerais o resultado pode ser observado de forma pouco detalhada pelo
gráfico da figura 4.9. A análise indica que, em tempo de compilação, mais de 50% dos valores
envolvidos em operações de Update nunca serão alterados, e por isso são optimizados. As
Simple Queries ganham numa redução superior a 10% em definição de valores, ou seja, menos
atributos trazidos da base de dados.
A informação anterior é muito pouco precisa porque não têm em conta os tipos de dados
envolvidos. As operações são mais lentas, quanto maior for a soma do tamanho de todos os
atributos envolvidos da entidade enviados. Estes atributos podem pertencer a qualquer um dos
tipos: String, Integer, Decimal, Boolean, DateTime e Byte[].
Os valores dos tipos String e Byte[] têm dimensão variável na linguagem e não é possível
definir um limite para este último. Em termos de relevância, a ordem é genericamente a se-
guinte: Byte[] (dimensão variável), String (número de caracteres * 16 bit), Decimal (128 bit),
DateTime (64 bit), Integer (32 bit) e Boolean (8 bit). Para efeitos de avaliação de resultados, o
tipo String foi agrupado em 4 intervalos (por número de caracteres): [0, 49], [50, 199], [200,
799] e [800, max].
Todos os testes realizados e mostrados de seguida têm em conta esta separação de tipos.
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Figura 4.9: Ganhos gerais com análise estática de código
Ganho em Operações de Update
Observando em mais detalhe os Updates, pode-se verificar pelo gráfico da figura 4.10, que
os tipos mais manipulados são as strings e os números inteiros. A redução de valores actuali-
zados ronda, em todos os casos (excepto nos números decimais), os 40% e 55% da quantidade
original. Em termos de performance, e tendo em conta o tamanho dos tipos de dados, as maio-
res influências notam-se na forte redução nos tipos string. Apesar de o impacto de performance
sentir-se mais em actualizações de atributos binários (byte[]), a sua presença mostra-se rara nas
aplicações. Ainda assim, um potencial de ganho de 40% é bastante significativo.
Estes resultados em elementos do tipo Byte[], devem-se também à existência de uma men-
sagem de aviso que alerta os programadores para inserir elementos de tipo binário em entidades
separadas. Isto leva a que as actualizações a entidades com estes atributos sejam quase sempre
optimizadas, no sentido em que não existem muitas situações em que há actualizações exclusi-
vas a outros atributos quando as entidades possuem dados binários.
Pela análise do gráfico da figura 4.11, verificamos que a percentagem de ganho não varia
muito consoante a dimensão das strings envolvidas. A maior parte destes atributos ronda valores
entre 50 e 200 caracteres, mas existe um elevado número de casos acima destes valores.
Para efeitos meramente ilustrativos, vamos ignorar a presença de atributos binários (muito
pouco frequentes e de tamanho muito variável) e assumir que é preenchido 1/3 do valor má-
ximo de cada um destes grupos de strings, tendo uma média de 800 caracteres para o último
conjunto. No agregado de todos os testes foram encontradas 248 operações de Update, que
tendo em conta o tamanho (indicativo) de cada tipo de dados e os valores obtidos nos testes,
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cada operação submeteria anteriormente um valor próximo de 1,98 KB. Com optimizações e
com as mesmas aproximações este valor desce para os 1,00 KB, ficando muito próximo da-
quele estimado apenas pela redução do número de usos, estando 4% apenas abaixo do ganho
esperado.
Figura 4.10: Ganho em usos por tipo em Updates nos testes realizados
Ganho em Simple Queries
As Simple Queries, na versão anterior da plataforma, já estavam bastante optimizadas no
que diz respeito à recolha de valores das bases de dados. No entanto, supunha-se que ao retirar
usos das operações de Update, estas pudessem descartar alguns valores que anteriormente eram
lidos e assim aumentar a eficiência global das aplicações. Os resultados mostraram-se bastante
surpreendentes. Com excepção dos tipos Byte[] todos os ganhos foram pelo menos iguais a
10%.
Dentro dos elementos de tipo String, o ganho foi ligeiramente mais significativo naquelas
de maior dimensão talvez por ser menos usual a edição de textos grandes em formulários.
Nos atributos binários a variação foi muito pequena, fazendo que os 2 elementos que foram
optimizados apenas reflectissem 3% do número total, uma vez que já existe uma forte optimi-
zação deste tipo de dados.
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Figura 4.11: Ganho total de usos por tamanhos de strings em Updates nos testes realizados
À semelhança do que foi feito para o exemplo anterior, como exemplo ilustrativo nas mes-
mas condições e tendo em conta que em todos os testes havia um total de 2496 Simple Queries,
anteriormente cada uma destas operações recolhia um conjunto de dados perto dos 0,55KB.
Com a nova versão esse valor desce para os 0,48KB, ficando 2% acima do valor esperado pelos
cálculos iniciais, o que é perfeitamente natural tendo em conta as aproximações e a variação
esperada pelas diferenças dos tipos de dados.
Modificações no ViewState
As repercussões nos valores que precisam de ser enviados para o viewstate são mostradas
pelo gráfico 4.14. Existe uma redução de 5% nos tipos String, Integer, Boolean e Date. Em-
bora este valor não seja muito elevado, é importante que seja suficientemente significativo para
compensar a introdução de variáveis do tipo BitArray. A classe BitArray é implementada em
C# com números inteiros, o que implica que numa entidade até 32 atributos esta estrutura terá
apenas um número inteiro. Tipicamente este valor nunca será ultrapassado, mas tendo em conta
os dados obtidos nos testes, os ganhos anteriores terão idealmente que compensar a introdução
de 2712 novos BitArrays no Viewstate.
Infelizmente não existe nenhuma forma fácil de calcular o tamanho do Viewstate nas apli-
cações. Até mesmo aproximações à semelhança das anteriores, acabam por estar demasiado
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Figura 4.12: Ganho em definições por tipo em queries nos testes realizados
Figura 4.13: Ganho total de definições por tamanhos de strings em queries nos testes realizados
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distantes dos valores reais, porque o conjunto de valores é alvo de um algoritmo de compres-
são.
Mas, assumindo uma compressão com ganhos uniformes e as condições anteriores de apro-
ximação aos tamanhos dos tipos de dados, são poupados no Viewstate, em relação à versão
antiga, (sem contar com os elementos BitArray) 74,21KB. Se assumirmos, por excesso, que
cada BitArray ocupa 128 bits (equivalente a 4 números inteiros), o conjunto de 2712 valores
deste tipo ocupará 42,38KB, o que significa uma redução media positiva. Isto indica que, em
média, existe um ganho potencial de 3% no Viewstate das aplicações, antes de ser aplicado o
algoritmo de compressão, o que implica que o Viewstate também beneficiará com o conjunto de
optimizações realizadas. Isto deve-se ao facto de uma string de 800 caracteres (por exemplo),
com estas medidas de aproximação, ser equivalente a 100 elementos BitArray.
Figura 4.14: Ganho no envio de valores para Viewstate por tipo nos testes realizados
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Figura 4.15: Ganho total por tamanhos de strings enviadas para o Viewstate nos testes realizados
Impacto no Compilador
A integração dos algoritmos implementados no compilador teve um impacto bastante redu-
zido, no que diz respeito a variação no tempo de compilação em utilização de memória. Os
testes mostraram que nos piores casos o tempo de execução dos dois algoritmos chega a valores
próximos de 2% do tempo total de compilação, e na grande maioria dos testes não ultrapassa
1% desse valor (Figura: 4.16).
Já em relação a utilização de memória os valores em 4.17 mostram que a variação é rara e
inconstante. Os valores variam quase sempre abaixo do desvio padrão (ver tabela B.3), o que
não permite obter resultados conclusivos. O comportamento inconstante do garbage collector
do C# está na base desta oscilação.
Como conclusão, podemos salientar que as perdas em tempo de execução e as variações não
deterministas na utilização de memória, não são suficientes para invalidar os ganhos anteriores.
Os ganhos são bastante expressivos, tanto nas operações Update<Entity> como no conjunto
das Simple Queries, embora nestas já se esperasse que fosse significativamente mais fraco. A
ameaça de crescimento do Viewstate com os novos tipos BitArray é também compensada, e
até genericamente ultrapassada, pelos efeitos laterais das optimizações anteriores em relação a
definições e usos.
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Figura 4.16: Percentagem do tempo de compilação gasto pelos novos algoritmos




Este trabalho foi realizado em ambiente empresarial nas instalações da equipa R&D (Re-
search & Development) da OutSystems. A fase de implementação da solução foi realizada em
completa integração com a equipa responsável pelo desenvolvimento da versão 5.0 da Agile
Platform seguindo metodologias ágeis de desenvolvimento de Software [41].
Numa fase inicial foi necessário compreender as funcionalidades e utilização dos diversos
componentes da Agile Platform: Service Center, Integration Studio e Service Studio. Neste
último foi fundamental perceber a linguagem a optimizar e as necessidades actuais, no que diz
respeito a cenários de possível optimização e aos seus pós e contras. Depois do levantamento
destes padrões, foram definidas prioridades e definido o rumo do projecto no sentido de optimi-
zar apenas as operações de Update<Entity>.
A fase inicial do projecto foi essencialmente de pesquisa e compreensão do código existente.
A Agile Platform é constituída por mais de 70 projectos em Microsoft Visual Studio 2008 numa
base que supera 1 milhão de linhas de código. Foi importante focalizar o processo nas parcelas
de código relevantes, nomeadamente no compilador, optimizador e geração de código.
O processo de implementação foi realizado em código sob constantes alterações provenien-
tes da equipa de desenvolvimento, o que levou a trabalhar muitas vezes com versões instáveis
da plataforma. Esta instabilidade foi responsável por corromper ficheiros de teste (.oml), o que
implicou, a certa altura, a ter sempre uma versão estável (versão 4.2) e proceder ao respectivo
upgrade quando necessário. Em relação ao desenvolvimento em si, foi um processo iterativo
marcado por algumas mudanças de opinião e indecisões, muitas delas em prol da usabilidade,
mas também devido às delicadas decisões envolvendo alterações semânticas. O aparecimento
de novos cenários de utilização que punham em causa a solução iam levando ao reforço a solu-
ção e a repensar se o caminho seguido tinha sido o mais correcto. Por isso, foi importantíssimo
ter por perto especialistas na linguagem para pensar nestes cenários de utilização e indicar pos-
síveis falhas.
A criação de testes foi constante ao longo do desenvolvimento. Estes testes foram colocados
numa máquina dedicada (Regression Tests Machine) que corre todos os dias, todos os testes de
regressão existentes (cerca de 3500), de forma a mostrar como é que as alterações do dia anterior
os afectaram. Isto levou a ter que perceber e aceitar (ou não) as diferenças no output de alguns
deles, provocadas pelas alterações introduzidas.
Por fim, todo este esforço foi recompensado com a integração total das optimizações na






As linguagens de domínio específico, caracterizadas por elevados níveis de abstracção, apre-
sentam geralmente desafios muito interessantes para optimizações. O código gerado pelo com-
pilador muitas vezes não é optimizado e introduz overheads consideráveis nas aplicações finais,
resultantes de redundâncias, má estruturação ou excesso de código.
Quando estas linguagens combinam lógica aplicacional com consultas e comandos sobre
bases de dados, surgem situações onde a ordenação, antecipação, união ou pré-cálculo das
queries pode ter impacto significativo nas aplicações. Por outro lado, a análise do fluxo de dados
permite também reduzir o fluxo de comunicação entre os servidores e as aplicações aumentando
assim a sua eficiência.
Neste contexto apresentámos e estudámos a linguagem OutSystems, identificando seis pa-
drões de código sub-optimizados comuns nas aplicações. Para cada um destes padrões, apre-
sentámos uma solução geral de optimização, assim como a análise das possíveis alterações
semânticas. Devido ás limitações temporais, foi apenas possível implementar a optimização
mais relevante relativa à actualização parcial de entidades na linguagem OutSystems.
Através da introdução de um algoritmo de análise de fluxo de dados no compilador, tornou-
se possível propagar escritas sobre os atributos de entidades até às respectivas operações de
actualização, eliminando 53% da informação que era enviada anteriormente nestas operações.
Ainda em tempo de compilação, a informação dos atributos desnecessários passou a ser pro-
pagada, por análise liveness, para as queries que os recolhem das bases de dados, introduzindo
um ganho de 11% nos dados extraídos em consultas simples. Com esta optimização reduziu-se
ainda o tamanho do Viewstate das páginas Web em cerca de 3%.
Por cima destas optimizações, foi criado um mecanismo para verificação, em tempo de
91
5. CONCLUSÃO
execução, dos atributos que trocaram de valor nas afectações. Esta optimização permitiu redu-
zir ainda mais a informação enviada para as actualizações de entidades, embora o seu ganho
potencial seja difícil de calcular sem métricas do comportamento dos utilizadores.
A correcção da solução foi validada através da implementação de um mecanismo de asser-
ções que, em tempo de compilação, verifica se os atributos optimizados pelo algoritmo são os
esperados. Os testes de asserções, compilação e de browser foram colocados em maquinas de
testes de regressão para garantir a estabilidade desta solução.
Todos os resultados experimentais obtidos resultam da compilação sucessiva de quase 50
aplicações reais de forma a garantir que o impacto final calculado está o mais próximo possível
da realidade.
Finalmente, todas as modificações realizadas no compilador no contexto da introdução de
actualizações parciais de entidades, foram integradas com sucesso no código do compilador da
versão 5.0 da plataforma OutSystems.
5.1 Trabalho Futuro
O trabalho realizado no âmbito desta dissertação de mestrado poderá progredir em duas ver-
tentes. A primeira passará por completar o trabalho realizado na implementação da optimização
das actualizações de entidades, principalmente na vertente de detecção de conflitos nas escritas
na base de dados. O segunda aspecto passará num estudo mais aprofundado e implementa-
ção dos restantes padrões analisados no início deste trabalho, seguindo a mesma metodologia:
alinhando os objectivos de performance às necessidades reais dos programadores.
Em relação ao trabalho desenvolvido há alguns aspectos que podem ser melhorados. Em
primeiro lugar surge a necessidade de incluir um mecanismo de detecção de conflitos nas es-
critas na base de dados. As entidades deverão possuir uma nova propriedade para suportar
detecção de conflitos. Em termos de implementação, seleccionar esta nova propriedade poderá
significar acrescentar um novo atributo na entidade que representará a data da última escrita
na base de dados. Assim, no momento da escrita, garante-se que os novos valores são escritos
apenas se a data da última alteração, que foi lida, corresponder àquela que está na base de dados
no momento da actualização. Esta actualização deve ainda incluir a mudança deste valor com a
data corrente. Isto permite que a operação seja executada num único passo, sem bloqueio dos
dados, da seguinte forma:
UPDAT E Entity SET LastModi f ied = myCurrentDate, ....
WHERE Id = myId AND LastModi f ied = myLastModi f ied;
O problema desta solução é que não se consegue distinguir se a actualização não foi reali-
zada por existir um conflito na escrita ou por desaparecimento da entidade com aquele identi-
ficador. Nesta situação, é preferível manter a operação eficiente e realizar uma segunda query,
apenas quando a excepção for capturada, para verificar se a entidade foi removida. Desta forma,
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só são realizados dois acessos à base de dados se existir um conflito ou se a entidade for remo-
vida.
Se fosse decidido que seria necessário distinguir em que atributo(s) existiu o conflito, poderia-
se optar por guardar para cada deles alguma informação relativa ao valor lido originalmente da
base de dados. Neste caso, a duplicação de cada atributo, mesmo que seja feita apenas nas
entidades com esta opção seleccionada, terá efeitos muito negativos no tamanho Viewstate das
páginas. Uma adaptação da solução anterior solucionaria o problema, onde cada atributo te-
ria informação sobre a última modificação, em forma de data ou contador (que ocupa menos
espaço). A lógica a seguir seria exactamente a mesma, apenas com mais verificações.
Ainda no contexto da optimização realizada, existem pontos onde os efeitos a propagação
de valores marcados como changed poderiam ser mais notados. As operações de Get<Entity>
não são optimizadas pelo compilador, pelo que possuem código genérico que recolhe sempre
todos os atributos da entidade da base de dados. O objectivo seria construir a query SQL com
informação do algoritmo de liveness de forma a capturar apenas os campos necessários. A
informação das variáveis que estão activas após a operação de Get<Entity> seria passada sob a
forma de um BitArray à semelhança do que foi feito nos nós Update<Entity>.
Outra optimização que iria reforçar os resultados obtidos, seria a resolução (pelo menos par-
cial) da limitação do compilador em afectações sobre o registo corrente da Record List de uma
query. Actualmente, o algoritmo de liveness tem acção limitada ao remover leituras desneces-
sárias de queries. Isto acontece porque assume o pior caso, ou seja, que o registo corrente pode
mudar durante a execução, e desta forma as escritas sobre ele não são optimizadas. Um dos
principais motivos para que esta optimização não tenha sido realizada até à data, advém da im-
possibilidade do optimizador olhar para o interior dos action flows dos nós execute action, que
podem até ser referencias a acções de eSpaces externos. Nestas situações, o optimizador assume
que é necessário que a query retorne todos os atributos, porque não tem forma de os calcular
correctamente. Esta optimização é decerto um grande desafio mas, até a simples verificação da
mudança do current record nas restantes situações, poderá ter um impacto significativo.
Como trabalho futuro fica também a oportunidade de reduzir os efeitos da compilação dos
diferentes módulos parcialmente. Se for possível obter informação acerca do que acontece den-
tro de cada acção, os valores de entrada e saída dessa acção poderão também ser optimizados.
Com esta alteração, conseguiríamos obter impacto nos resultados apresentados neste trabalho







Ganhos em tempo de compilação
A tabela seguinte dispõe os dados recolhidos, em tempo de compilação, do número total de defi-
nições realizadas por Simple Queries e de usos das operações Update<Entity>, em 48 ficheiros
OML diferentes. Em ambos os casos, são comparadas as diferenças entre versões e apresentado
o respectivo ganho com as alterações (em percentagem).
97
A. GANHOS EM TEMPO DE COMPILAÇÃO
Simple Query Definitions Update Entity Uses
File (.oml) size (Kb) defs(old) defs (new) gain % defs(old) defs(new) gain %
aad_Lookups 254 79 77 2.53 6 4 33.33
aad_Resources 387 207 203 1.93 31 18 41.94
aad_Traceability 18 0 0 0 0 0 0
aad_training 606 448 440 1.79 56 42 25.00
aad_Training_Exams 207 93 81 12.90 18 3 83.33
AuditEvents 104 39 39 0 0 0 0
CalendarWidget 58 0 0 0 0 0 0
CaptchaWidget 27 0 0 0 0 0 0
ChartingServices 2655 10 10 0 0 0 0
DealReg 368 168 151 10.12 60 24 60
DealRegBO 219 114 80 29.82 88 34 61.36
ECHO_UI_v1908 3044 1475 1422 3.59 216 94 56.48
eMailServices 299 161 112 30.43 117 51 56.41
EM_Impersonate 120 116 55 52.59 82 20 75.61
EnterpriseManager 1129 986 947 3.96 146 39 73.29
FCK_Editor 669 0 0 0 0 0 0
jQueryTooltip 17 0 0 0 0 0 0
Licensing 570 257 191 25.68 305 225 26.23
Licensing_SOA 67 0 0 0 0 0 0
Network 747 128 81 36.72 57 8 85.96
NetworkAccessControl 43 3 3 0 0 0 0
NetworkDocuments 555 227 208 8.37 43 15 65.12
NetworkMembers 1372 1177 992 15.72 520 258 50.38
NetworkSolutions 830 391 288 26.34 214 74 65.42
NetworkSupport 275 114 114 0 0 0 0
Network_Emails 270 0 0 0 0 0 0
Paging 26 0 0 0 0 0 0
Partner 472 347 209 39.77 192 54 71.88
PlatformCommon 119 0 0 0 0 0 0
PlatformSegmentation 674 662 659 0.45 29 17 41.38
ProgressBar 20 0 0 0 0 0 0
RichTextEditor55i 46 0 0 0 0 0 0
Scriptaculous 148 0 0 0 0 0 0
ServiceCenter 5243 2120 1888 10.94 658 321 51.22
SForce 180 11 11 0 0 0 0
SimpleInbox 105 17 17 0 33 33 0
SizingCatalog 282 317 267 15.77 147 71 51.70
SizingEngine 162 0 0 0 0 0 0
SizingValidation 118 13 13 0 128 128 0
Sizing_Schedule 134 0 0 0 0 0 0
Social 24 0 0 0 0 0 0
SolutionSoftwareUnit 18 0 0 0 0 0 0
Sorting 98 0 0 0 0 0 0
TechCenter_Digest 288 52 52 0 10 10 0
Training_Management 1722 841 829 1.43 284 272 4.23
Utility 23 0 0 0 0 0 0
WidgetLibrary 47 0 0 0 0 0 0
WidgetLibrary40 165 0 0 0 0 0 0
Sum 10573 9439 10.73 3440 1815 52.76
Average 224.96 200.83 10.73 73.19 38.62 52.76
Tabela A.1: Listagem das diferenças totais em usos e definições
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As tabelas seguintes ilustram o impacto que as optimizações tiveram no compilador da lingua-
gem. Os testes foram realizados sobre 48 ficheiros OML que foram compilados 4 vezes em
cada versão da plataforma (com e sem optimizações).
A primeira tabela compara os tempos totais de compilação entre as diferentes versões e
apresenta os valores mínimos, máximos, média, desvio padrão e percentagem do desvio padrão
sobre o tempo total. Todos os tempos estão em segundos.
A tabela seguinte apresenta os tempos de execução dos dois algoritmos implementados com
os mesmos dados da tabela anterior mais a percentagem de cada um sobre o tempo total de
compilação.
A última tabela desta secção mostra as diferenças em termos de utilização de memória na
compilação das aplicações.
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Compile Time (old version) Compile Time (new version)
File (.oml) size (Kb) min (s) mean (s) max (s) dev (s) dev % min (s) mean (s) max (s) dev (s) dev % loss %
aad_Lookups 254 8.89 9.29 9.47 0.27 2.91 8.7 9.73 10.47 0.86 8.84 4.75
aad_Resources 387 13.23 15.09 19.23 2.83 18.75 11.25 14.09 17.02 3.23 22.92 -6.65
aad_Traceability 18 6.42 7.33 8.31 1.01 13.78 5.8 6.9 8.25 1.01 14.64 -5.92
aad_training 606 16.11 17.2 18.02 0.8 4.65 14.92 15.97 16.92 0.82 5.13 -7.18
aad_Training_Exams 207 9.98 11.27 12.67 1.45 12.87 9.92 11.05 12.45 1.25 11.31 -2.01
AuditEvents 104 10.14 10.34 10.53 0.16 1.55 9.91 10.23 10.53 0.26 2.54 -1.06
CalendarWidget 58 4.89 5.02 5.33 0.21 4.18 7.14 7.41 7.92 0.36 4.86 47.74
CaptchaWidget 27 5.3 5.96 7.5 1.03 17.28 7.92 8.43 9.47 0.72 8.54 41.32
ChartingServices 2655 6.42 7.56 9.05 1.27 16.80 9.53 10.22 11.2 0.79 7.73 35.24
DealReg 368 14.25 14.89 15.23 0.44 2.96 12.41 14.2 15.19 1.25 8.80 -4.67
DealRegBO 219 10.73 13.47 16.23 3.04 22.57 13.02 14.49 16.64 1.75 12.08 7.57
ECHO_UI_v1908 3044 60.05 64.12 68.5 4.49 7.00 63.69 68.56 73.06 4.68 6.83 6.93
eMailServices 299 14.34 14.61 15.09 0.33 2.26 10.11 11.61 15.53 2.62 22.57 -20.49
EM_Impersonate 120 10.64 11.56 12.73 1.05 9.08 7.91 11.14 13.58 2.47 22.17 -3.62
EnterpriseManager 1129 27.31 29.34 33.17 2.61 8.90 28.64 31.42 38.67 4.85 15.44 7.11
FCK_Editor 669 10 10.07 10.11 0.05 0.50 7.19 9.35 10.23 1.45 15.51 -7.1
jQueryTooltip 17 7.33 7.39 7.44 0.05 0.68 7.36 7.48 7.58 0.09 1.20 1.11
Licensing 570 15.25 19.78 24.55 4.41 22.30 20.42 22.31 25.05 2.28 10.22 12.8
Licensing_SOA 67 8.16 8.79 10.34 1.04 11.83 8.27 8.87 10.38 1.01 11.39 0.89
Network 747 17.3 19.14 23.69 3.04 15.88 17.61 18.27 19.64 0.93 5.09 -4.57
NetworkAccessControl 43 8 8.36 9.28 0.62 7.42 8.14 9.16 10.48 1.09 11.90 9.62
NetworkDocuments 555 17.94 18.23 18.58 0.33 1.81 17.95 18.48 19.08 0.56 3.03 1.35
NetworkMembers 1372 29.47 32.96 38.23 3.73 11.32 31.36 34.52 42.88 5.58 16.16 4.74
NetworkSolutions 830 20.7 21.16 21.75 0.44 2.08 20.48 22.61 28.09 3.68 16.28 6.89
NetworkSupport 275 13.97 15.61 17.72 1.8 11.53 13.66 14.93 17.48 1.74 11.65 -4.35
Network_Emails 270 12.64 12.83 13.08 0.19 1.48 12.78 13.16 14.03 0.59 4.48 2.59
Paging 26 7.8 8.07 8.69 0.42 5.20 7.66 8.11 8.86 0.54 6.66 0.53
Partner 472 17.05 18.47 20.67 1.58 8.55 17.11 19.55 24.92 3.63 18.57 5.88
PlatformCommon 119 8.83 8.96 9.11 0.14 1.56 8.83 9.04 9.36 0.23 2.54 0.87
PlatformSegmentation 674 19.42 20.11 21.59 1.02 5.07 19.73 21.99 27.84 3.91 17.78 9.36
ProgressBar 20 7.5 7.8 8.58 0.52 6.67 7.53 7.58 7.62 0.05 0.66 -2.76
RichTextEditor55i 46 7.47 8.49 9.56 1.16 13.66 7.22 8.25 8.89 0.79 9.58 -2.9
Scriptaculous 148 7.44 7.75 8.25 0.36 4.65 7.2 7.4 7.83 0.29 3.92 -4.59
ServiceCenter 5243 67.36 73.42 83.53 7.68 10.46 70.28 71.7 74.86 2.13 2.97 -2.35
SForce 180 12.38 13.77 14.75 1.13 8.21 12.17 13.88 16.39 1.99 14.34 0.74
SimpleInbox 105 10.17 10.52 11.25 0.49 4.66 10.06 10.41 10.7 0.27 2.59 -1.04
SizingCatalog 282 13.95 15.26 16.59 1.36 8.91 13.36 14.5 17.27 1.86 12.83 -4.97
SizingEngine 162 10.17 10.38 10.56 0.2 1.93 10.48 10.65 11.06 0.28 2.63 2.6
SizingValidation 118 9.72 9.92 10.16 0.22 2.22 9.61 9.76 9.94 0.14 1.43 -1.62
Sizing_Schedule 134 10.06 11.05 12.14 1.01 9.14 9.81 11.57 13 1.4 12.10 4.66
Social 24 7.48 7.59 7.75 0.12 1.58 7.55 7.59 7.69 0.07 0.92 0
SolutionSoftwareUnit 18 7.33 7.53 7.84 0.23 3.05 7.31 7.57 8.33 0.51 6.74 0.52
Sorting 98 9 10.49 11.2 1.02 9.72 9.42 10.48 11.67 1.14 10.88 -0.07
TechCenter_Digest 288 14.14 16.07 18.23 2.18 13.57 15.03 16.16 18.06 1.38 8.54 0.61
Training_Management 1722 38.09 39.62 40.8 1.15 2.90 38.95 42.4 52.11 6.48 15.28 7.02
Utility 23 7.41 7.59 7.97 0.26 3.43 7.34 7.46 7.66 0.14 1.88 -1.7
WidgetLibrary 47 8.03 9 9.98 0.9 10.00 7.67 8.56 9.3 0.77 9.00 -4.95
WidgetLibrary40 165 13.31 13.77 14.16 0.38 2.76 13.34 13.88 14.09 0.36 2.59 0.8
Tabela B.1: Comparação entre tempos de compilação
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Compile Time (fixed point algorithm) Compile Time (cut uses algorithm)
File (.oml) size (Kb) min (s) mean (s) max (s) dev (s) comp % min (s) mean (s) max (s) dev (s) comp %
aad_Lookups 254 0.02 0.03 0.05 0.01 0.31 0.02 0.02 0.02 0.00 0.21
aad_Resources 387 0.02 0.03 0.05 0.02 0.21 0.02 0.03 0.05 0.01 0.21
aad_Traceability 18 0.00 0.00 0.00 0.00 0.00 0.00 0.01 0.02 0.01 0.14
aad_training 606 0.02 0.02 0.03 0.01 0.13 0.02 0.03 0.05 0.01 0.19
aad_Training_Exams 207 0.02 0.03 0.03 0.01 0.27 0.02 0.02 0.02 0.00 0.18
AuditEvents 104 0.00 0.02 0.03 0.01 0.20 0.00 0.01 0.02 0.01 0.10
CalendarWidget 58 0.00 0.00 0.00 0.00 0.00 0.00 0.01 0.02 0.01 0.13
CaptchaWidget 27 0.00 0.00 0.00 0.00 0.00 0.00 0.01 0.02 0.01 0.12
ChartingServices 2655 0.00 0.02 0.05 0.02 0.20 0.00 0.01 0.02 0.01 0.10
DealReg 368 0.03 0.05 0.08 0.02 0.35 0.02 0.02 0.03 0.01 0.14
DealRegBO 219 0.03 0.04 0.05 0.01 0.28 0.03 0.03 0.03 0.00 0.21
ECHO_UI_v1908 3044 0.95 1.04 1.12 0.07 1.52 0.03 0.04 0.05 0.01 0.06
eMailServices 299 0.00 0.01 0.02 0.01 0.09 0.00 0.01 0.02 0.01 0.09
EM_Impersonate 120 0.00 0.02 0.03 0.01 0.18 0.02 0.02 0.03 0.01 0.18
EnterpriseManager 1129 0.16 0.22 0.27 0.05 0.70 0.02 0.04 0.06 0.02 0.13
FCK_Editor 669 0.00 0.00 0.00 0.00 0.00 0.00 0.01 0.02 0.01 0.11
jQueryTooltip 17 0.00 0.00 0.02 0.01 0.00 0.00 0.01 0.02 0.01 0.13
Licensing 570 0.05 0.08 0.12 0.03 0.36 0.02 0.04 0.05 0.02 0.18
Licensing_SOA 67 0.00 0.00 0.02 0.01 0.00 0.00 0.01 0.02 0.01 0.11
Network 747 0.12 0.16 0.22 0.04 0.88 0.02 0.02 0.03 0.01 0.11
NetworkAccessControl 43 0.00 0.00 0.02 0.01 0.00 0.00 0.01 0.02 0.01 0.11
NetworkDocuments 555 0.09 0.11 0.12 0.01 0.60 0.00 0.02 0.03 0.01 0.11
NetworkMembers 1372 0.52 0.52 0.55 0.02 1.51 0.02 0.04 0.06 0.02 0.12
NetworkSolutions 830 0.08 0.11 0.12 0.02 0.49 0.02 0.04 0.05 0.01 0.18
NetworkSupport 275 0.05 0.08 0.11 0.03 0.54 0.00 0.01 0.02 0.01 0.07
Network_Emails 270 0.00 0.00 0.00 0.00 0.00 0.00 0.01 0.02 0.01 0.08
Paging 26 0.00 0.01 0.02 0.01 0.12 0.00 0.00 0.02 0.01 0.00
Partner 472 0.00 0.02 0.03 0.02 0.10 0.02 0.04 0.05 0.01 0.20
PlatformCommon 119 0.00 0.00 0.02 0.01 0.00 0.02 0.02 0.02 0.00 0.22
PlatformSegmentation 674 0.36 0.39 0.44 0.04 1.77 0.03 0.03 0.03 0.00 0.14
ProgressBar 20 0.00 0.00 0.02 0.01 0.00 0.00 0.01 0.02 0.01 0.13
RichTextEditor55i 46 0.00 0.00 0.00 0.00 0.00 0.00 0.01 0.02 0.01 0.12
Scriptaculous 148 0.00 0.00 0.00 0.00 0.00 0.00 0.01 0.02 0.01 0.14
ServiceCenter 5243 0.86 0.89 0.95 0.04 1.24 0.02 0.04 0.08 0.03 0.06
SForce 180 0.05 0.07 0.12 0.04 0.50 0.00 0.01 0.02 0.01 0.07
SimpleInbox 105 0.00 0.01 0.02 0.01 0.10 0.00 0.02 0.03 0.01 0.19
SizingCatalog 282 0.02 0.05 0.08 0.03 0.34 0.02 0.02 0.03 0.01 0.14
SizingEngine 162 0.03 0.05 0.06 0.02 0.47 0.00 0.00 0.00 0.00 0.00
SizingValidation 118 0.00 0.03 0.08 0.03 0.31 0.02 0.02 0.03 0.01 0.20
Sizing_Schedule 134 0.00 0.04 0.08 0.03 0.35 0.00 0.01 0.02 0.01 0.09
Social 24 0.00 0.00 0.02 0.01 0.00 0.00 0.00 0.02 0.01 0.00
SolutionSoftwareUnit 18 0.00 0.00 0.02 0.01 0.00 0.00 0.01 0.02 0.01 0.13
Sorting 98 0.00 0.00 0.02 0.01 0.00 0.00 0.01 0.02 0.01 0.10
TechCenter_Digest 288 0.05 0.06 0.08 0.01 0.37 0.00 0.02 0.03 0.01 0.12
Training_Management 1722 0.30 0.37 0.48 0.08 0.87 0.02 0.02 0.05 0.02 0.05
Utility 23 0.00 0.01 0.02 0.01 0.13 0.00 0.00 0.00 0.00 0.00
WidgetLibrary 47 0.00 0.00 0.02 0.01 0.00 0.00 0.01 0.02 0.01 0.12
WidgetLibrary40 165 0.00 0.01 0.02 0.01 0.07 0.00 0.01 0.02 0.01 0.07
Tabela B.2: Comparação dos tempos de execução dos algoritmos
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B. IMPACTO NO COMPILADOR
Memory usage (old version) Memory usage (new version)
File (.oml) size (Kb) min mean max dev dev % min mean max dev dev % loss %
aad_Lookups 254 156 156 156 0 0.00 156 156 156 0 0.00 0
aad_Resources 387 173 173 173 0 0.00 173 174.25 178 2.50 1.43 0.72
aad_Traceability 18 152 152 152 0 0.00 152 152 152 0 0.00 0
aad_training 606 186 186 186 0 0.00 186 187.25 191 2.5 1.34 0.67
aad_Training_Exams 207 155 156 157 1.15 0.74 155 156 157 1.15 0.74 0
AuditEvents 104 155 155 155 0 0.00 155 155 155 0 0.00 0
CalendarWidget 58 153 153 153 0 0.00 153 153 153 0 0.00 0
CaptchaWidget 27 154 154 154 0 0.00 154 154 154 0 0.00 0
ChartingServices 2655 170 170.5 172 1 0.59 155 163 170 8.12 4.98 -4.6
DealReg 368 158 158 158 0 0.00 158 158 158 0 0.00 0
DealRegBO 219 158 158 158 0 0.00 158 158 158 0 0.00 0
ECHO_UI_v1908 3044 288 296.25 309 8.96 3.02 294 305.5 314 8.7 2.85 3.03
eMailServices 299 170 170 170 0 0.00 168 169 170 1.15 0.68 -0.59
EM_Impersonate 120 168 169.5 170 1 0.59 168 169 170 1.15 0.68 -0.3
EnterpriseManager 1129 211 223 227 8 3.59 211 215 227 8 3.72 -3.72
FCK_Editor 669 168 168.5 169 0.58 0.34 168 168.5 169 0.58 0.34 0
jQueryTooltip 17 153 153 153 0 0.00 153 153 153 0 0.00 0
Licensing 570 190 190 190 0 0.00 190 190 190 0 0.00 0
Licensing_SOA 67 167 167 167 0 0.00 167 167 167 0 0.00 0
Network 747 158 158 158 0 0.00 158 158 158 0 0.00 0
NetworkAccessControl 43 152 152 152 0 0.00 152 152 152 0 0.00 0
NetworkDocuments 555 162 174 178 8 4.60 162 171.25 183 10.87 6.35 -1.61
NetworkMembers 1372 223 223 223 0 0.00 223 223 223 0 0.00 0
NetworkSolutions 830 190 190 190 0 0.00 190 190 190 0 0.00 0
NetworkSupport 275 173 173 173 0 0.00 173 173.5 175 1 0.58 0.29
Network_Emails 270 157 157 157 0 0.00 157 157 157 0 0.00 0
Paging 26 152 152 152 0 0.00 152 152 152 0 0.00 0
Partner 472 172 172 172 0 0.00 172 177.5 194 11 6.20 3.1
PlatformCommon 119 153 153 153 0 0.00 153 153 153 0 0.00 0
PlatformSegmentation 674 178 178 178 0 0.00 178 178 178 0 0.00 0
ProgressBar 20 152 152 152 0 0.00 152 152 152 0 0.00 0
RichTextEditor55i 46 153 153 153 0 0.00 153 153 153 0 0.00 0
Scriptaculous 148 152 152 152 0 0.00 152 152 152 0 0.00 0
ServiceCenter 5243 326 335 344 9.31 2.78 326 333.75 347 9.18 2.75 -0.37
SForce 180 156 156 156 0 0.00 156 156 156 0 0.00 0
SimpleInbox 105 155 155.25 156 0.5 0.32 155 155.25 156 0.5 0.32 0
SizingCatalog 282 158 158 158 0 0.00 158 158 158 0 0.00 0
SizingEngine 162 157 157 157 0 0.00 157 157.5 159 1 0.63 0.32
SizingValidation 118 154 154 154 0 0.00 154 154 154 0 0.00 0
Sizing_Schedule 134 158 159 160 1.15 0.72 158 159.5 160 1 0.63 0.31
Social 24 153 153 153 0 0.00 153 153 153 0 0.00 0
SolutionSoftwareUnit 18 152 152 152 0 0.00 152 152 152 0 0.00 0
Sorting 98 166 166.75 168 0.96 0.58 166 167 168 1.15 0.69 0.15
TechCenter_Digest 288 158 158 158 0 0.00 158 158 158 0 0.00 0
Training_Management 1722 223 223.25 224 0.5 0.22 223 223.25 224 0.5 0.22 0
Utility 23 152 152 152 0 0.00 152 152 152 0 0.00 0
WidgetLibrary 47 153 153 153 0 0.00 153 153 153 0 0.00 0
WidgetLibrary40 165 189 189 189 0 0.00 189 189.33 190 0.58 0.31 0.17
Tabela B.3: Comparação da utilização de memória entre versões
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Definições em Simple Queries
O gráfico seguinte dispõe a percentagem de ocorrência de cada um dos tipos de dados envolvi-
dos num total de 2496 Simple Queries encontradas em 48 aplicações.
Figura C.1: Percentagem de ocorrência de cada tipo em Simple Queries
As próximas tabelas comparam o número de definições de valores em queries por cada tipo
de dados. Devido ao elevado peso dos tipos string, este grupo foi dividido em 4 categorias
diferentes (menos do que 50, 200 e 800 caracteres e mais do que 800 caracteres). Em todos os
casos é apresentada a percentagem de ganho.
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C. DEFINIÇÕES EM Simple Queries
Query Definitions
string < 50 string < 200 string < 800 string >= 800
File (.oml) size (Kb) old new gain % old new gain % old new gain % old new gain %
aad_Lookups 254 10 8 20.00 33 33 0 0 0 0 12 12 0
aad_Resources 387 6 6 0 41 41 0 21 21 0 18 16 11.11
aad_Traceability 18 0 0 0 0 0 0 0 0 0 0 0 0
aad_training 606 30 29 3.33 51 50 1.96 27 27 0 20 20 0
aad_Training_Exams 207 4 2 50.00 2 2 0 0 0 0 9 7 22.22
AuditEvents 104 6 6 0 9 9 0 1 1 0 3 3 0
CalendarWidget 58 0 0 0 0 0 0 0 0 0 0 0 0
CaptchaWidget 27 0 0 0 0 0 0 0 0 0 0 0 0
ChartingServices 2655 0 0 0 1 1 0 1 1 0 6 6 0
DealReg 368 0 0 0 32 29 9.38 18 17 5.56 6 5 16.67
DealRegBO 219 0 0 0 20 16 20.00 4 2 50.00 5 2 60.00
ECHO_UI_v1908 3044 244 235 3.69 238 234 1.68 56 53 5.36 3 3 0
eMailServices 299 0 0 0 38 26 31.58 23 15 34.78 18 12 33.33
EM_Impersonate 120 25 12 52.00 16 11 31.25 13 8 38.46 3 1 66.67
EnterpriseManager 1129 101 94 6.93 193 185 4.15 139 130 6.47 5 5 0
FCK_Editor 669 0 0 0 0 0 0 0 0 0 0 0 0
jQueryTooltip 17 0 0 0 0 0 0 0 0 0 0 0 0
Licensing 570 23 19 17.39 43 43 0 3 3 0 1 1 0
Licensing_SOA 67 0 0 0 0 0 0 0 0 0 0 0 0
Network 747 7 5 28.57 18 12 33.33 20 18 10.00 4 3 25.00
NetworkAccessControl 43 0 0 0 0 0 0 0 0 0 0 0 0
NetworkDocuments 555 18 18 0 15 15 0 36 32 11.11 7 6 14.29
NetworkMembers 1372 107 87 18.69 231 204 11.69 129 118 8.53 19 16 15.79
NetworkSolutions 830 12 11 8.33 54 48 11.11 55 46 16.36 63 29 53.97
NetworkSupport 275 10 10 0 26 26 0 27 27 0 5 5 0
Network_Emails 270 0 0 0 0 0 0 0 0 0 0 0 0
Paging 26 0 0 0 0 0 0 0 0 0 0 0 0
Partner 472 31 6 80.65 60 36 40.00 32 15 53.12 3 2 33.33
PlatformCommon 119 0 0 0 0 0 0 0 0 0 0 0 0
PlatformSegmentation 674 109 109 0 54 54 0 108 108 0 29 29 0
ProgressBar 20 0 0 0 0 0 0 0 0 0 0 0 0
RichTextEditor55i 46 0 0 0 0 0 0 0 0 0 0 0 0
Scriptaculous 148 0 0 0 0 0 0 0 0 0 0 0 0
ServiceCenter 5243 144 134 6.94 311 290 6.75 92 90 2.17 80 73 8.75
SForce 180 0 0 0 5 5 0 1 1 0 1 1 0
SimpleInbox 105 0 0 0 0 0 0 5 5 0 1 1 0
SizingCatalog 282 33 25 24.24 21 18 14.29 0 0 0 33 28 15.15
SizingEngine 162 0 0 0 0 0 0 0 0 0 0 0 0
SizingValidation 118 1 1 0 0 0 0 1 1 0 2 2 0
Sizing_Schedule 134 0 0 0 0 0 0 0 0 0 0 0 0
Social 24 0 0 0 0 0 0 0 0 0 0 0 0
SolutionSoftwareUnit 18 0 0 0 0 0 0 0 0 0 0 0 0
Sorting 98 0 0 0 0 0 0 0 0 0 0 0 0
TechCenter_Digest 288 0 0 0 4 4 0 10 10 0 1 1 0
Training_Management 1722 13 13 0 156 154 1.28 71 71 0 51 50 1.96
Utility 23 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary 47 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary40 165 0 0 0 0 0 0 0 0 0 0 0 0
Sum 934 830 11.13 1672 1546 7.54 893 820 8.17 408 339 16.91
Average 19.87 17.66 11.13 35.57 32.89 7.54 19.00 17.45 8.17 8.68 7.21 16.91
Tabela C.1: Comparação de definições de queries entre versões (1/3)
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Query Definitions
total strings integer decimal bool
File (.oml) size (Kb) old new gain % old new gain % old new gain % old new gain %
aad_Lookups 254 55 53 3.64 14 14 0 2 2 0 8 8 0
aad_Resources 387 86 84 2.33 63 63 0 0 0 0 30 30 0
aad_Traceability 18 0 0 0 0 0 0 0 0 0 0 0 0
aad_training 606 128 126 1.56 214 209 2.34 4 4 0 47 47 0
aad_Training_Exams 207 15 11 26.67 50 46 8.00 4 4 0 16 14 12.50
AuditEvents 104 19 19 0 15 15 0 2 2 0 0 0 0
CalendarWidget 58 0 0 0 0 0 0 0 0 0 0 0 0
CaptchaWidget 27 0 0 0 0 0 0 0 0 0 0 0 0
ChartingServices 2655 8 8 0 2 2 0 0 0 0 0 0 0
DealReg 368 56 51 8.93 78 70 10.26 5 4 20.00 2 2 0
DealRegBO 219 29 20 31.03 60 44 26.67 3 0 100.00 4 4 0
ECHO_UI_v1908 3044 541 525 2.96 552 533 3.44 54 51 5.56 182 174 4.40
eMailServices 299 79 53 32.91 43 30 30.23 0 0 0 23 17 26.09
EM_Impersonate 120 57 32 43.86 39 15 61.54 3 0 100.00 8 4 50.00
EnterpriseManager 1129 438 414 5.48 359 354 1.39 4 4 0 131 125 4.58
FCK_Editor 669 0 0 0 0 0 0 0 0 0 0 0 0
jQueryTooltip 17 0 0 0 0 0 0 0 0 0 0 0 0
Licensing 570 70 66 5.71 126 95 24.60 11 7 36.36 7 4 42.86
Licensing_SOA 67 0 0 0 0 0 0 0 0 0 0 0 0
Network 747 49 38 22.45 43 23 46.51 0 0 0 25 15 40.00
NetworkAccessControl 43 0 0 0 3 3 0 0 0 0 0 0 0
NetworkDocuments 555 76 71 6.58 92 81 11.96 0 0 0 23 21 8.70
NetworkMembers 1372 486 425 12.55 464 402 13.36 8 8 0 122 81 33.61
NetworkSolutions 830 184 134 27.17 145 111 23.45 0 0 0 41 24 41.46
NetworkSupport 275 68 68 0 18 18 0 0 0 0 2 2 0
Network_Emails 270 0 0 0 0 0 0 0 0 0 0 0 0
Paging 26 0 0 0 0 0 0 0 0 0 0 0 0
Partner 472 126 59 53.17 162 125 22.84 0 0 0 36 15 58.33
PlatformCommon 119 0 0 0 0 0 0 0 0 0 0 0 0
PlatformSegmentation 674 300 300 0 232 229 1.29 0 0 0 55 55 0
ProgressBar 20 0 0 0 0 0 0 0 0 0 0 0 0
RichTextEditor55i 46 0 0 0 0 0 0 0 0 0 0 0 0
Scriptaculous 148 0 0 0 0 0 0 0 0 0 0 0 0
ServiceCenter 5243 627 587 6.38 964 871 9.65 13 13 0 398 312 21.61
SForce 180 7 7 0 0 0 0 0 0 0 2 2 0
SimpleInbox 105 6 6 0 11 11 0 0 0 0 0 0 0
SizingCatalog 282 87 71 18.39 192 164 14.58 4 4 0 20 17 15.00
SizingEngine 162 0 0 0 0 0 0 0 0 0 0 0 0
SizingValidation 118 4 4 0 9 9 0 0 0 0 0 0 0
Sizing_Schedule 134 0 0 0 0 0 0 0 0 0 0 0 0
Social 24 0 0 0 0 0 0 0 0 0 0 0 0
SolutionSoftwareUnit 18 0 0 0 0 0 0 0 0 0 0 0 0
Sorting 98 0 0 0 0 0 0 0 0 0 0 0 0
TechCenter_Digest 288 15 15 0 23 23 0 0 0 0 5 5 0
Training_Management 1722 291 288 1.03 387 383 1.03 4 4 0 71 68 4.23
Utility 23 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary 47 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary40 165 0 0 0 0 0 0 0 0 0 0 0 0
Sum 3907 3535 9.52 4360 3943 9.56 121 107 11.57 1258 1046 16.85
Average 83.13 75.21 9.52 92.77 83.89 9.56 2.57 2.28 11.57 26.77 22.26 16.85
Tabela C.2: Comparação de definições de queries entre versões (2/3)
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C. DEFINIÇÕES EM Simple Queries
Query Definitions
date byte[]
File (.oml) size (Kb) old new gain % old new gain %
aad_Lookups 254 0 0 0 0 0 0
aad_Resources 387 18 16 11.11 10 10 0
aad_Traceability 18 0 0 0 0 0 0
aad_training 606 53 52 1.89 2 2 0
aad_Training_Exams 207 8 6 25.00 0 0 0
AuditEvents 104 3 3 0 0 0 0
CalendarWidget 58 0 0 0 0 0 0
CaptchaWidget 27 0 0 0 0 0 0
ChartingServices 2655 0 0 0 0 0 0
DealReg 368 27 24 11.11 0 0 0
DealRegBO 219 18 12 33.33 0 0 0
ECHO_UI_v1908 3044 144 137 4.86 2 2 0
eMailServices 299 11 7 36.36 5 5 0
EM_Impersonate 120 9 4 55.56 0 0 0
EnterpriseManager 1129 51 47 7.84 3 3 0
FCK_Editor 669 0 0 0 0 0 0
jQueryTooltip 17 0 0 0 0 0 0
Licensing 570 43 19 55.81 0 0 0
Licensing_SOA 67 0 0 0 0 0 0
Network 747 11 5 54.55 0 0 0
NetworkAccessControl 43 0 0 0 0 0 0
NetworkDocuments 555 27 26 3.70 9 9 0
NetworkMembers 1372 92 71 22.83 5 5 0
NetworkSolutions 830 14 12 14.29 7 7 0
NetworkSupport 275 26 26 0 0 0 0
Network_Emails 270 0 0 0 0 0 0
Paging 26 0 0 0 0 0 0
Partner 472 23 10 56.52 0 0 0
PlatformCommon 119 0 0 0 0 0 0
PlatformSegmentation 674 75 75 0 0 0 0
ProgressBar 20 0 0 0 0 0 0
RichTextEditor55i 46 0 0 0 0 0 0
Scriptaculous 148 0 0 0 0 0 0
ServiceCenter 5243 88 77 12.50 30 28 6.67
SForce 180 2 2 0 0 0 0
SimpleInbox 105 0 0 0 0 0 0
SizingCatalog 282 14 11 21.43 0 0 0
SizingEngine 162 0 0 0 0 0 0
SizingValidation 118 0 0 0 0 0 0
Sizing_Schedule 134 0 0 0 0 0 0
Social 24 0 0 0 0 0 0
SolutionSoftwareUnit 18 0 0 0 0 0 0
Sorting 98 0 0 0 0 0 0
TechCenter_Digest 288 9 9 0 0 0 0
Training_Management 1722 85 83 2.35 3 3 0
Utility 23 0 0 0 0 0 0
WidgetLibrary 47 0 0 0 0 0 0
WidgetLibrary40 165 0 0 0 0 0 0
Sum 851 734 13.75 76 74 2.63
Average 18.11 15.62 13.75 1.62 1.57 2.63
Tabela C.3: Comparação de definições de queries entre versões (3/3)
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O gráficos seguintes apresentam em forma percentual o ganho obtido em cada tipo.
Figura C.2: Ganho em percentagem de definições de strings em queries nos testes realizados
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Figura C.3: Ganho em percentagem de definições de strings em queries nos testes realizados
Usos em Updates
O gráfico seguinte dispõe a percentagem de ocorrência de cada um dos tipos de dados envolvi-
dos num total de 248 operações Update<Entity> encontradas em 48 aplicações.
Figura D.1: Percentagem de ocorrência de cada tipo em Updates
As próximas tabelas comparam o número de usos em updates por cada tipo de dados. De-
vido ao elevado peso dos tipos string, este grupo foi dividido em 4 categorias diferentes (menos
do que 50, 200 e 800 caracteres e mais do que 800 caracteres). Em todos os casos é apresentada
a percentagem de ganho.
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D. USOS EM Updates
Update Uses
string < 50 string < 200 string < 800 string >= 800
File (.oml) size (Kb) old new gain % old new gain % old new gain % old new gain %
aad_Lookups 254 2 0 100.00 1 1 0 0 0 0 1 1 0
aad_Resources 387 1 1 0 5 1 80.00 3 1 66.67 3 1 66.67
aad_Traceability 18 0 0 0 0 0 0 0 0 0 0 0 0
aad_training 606 3 1 66.67 6 5 16.67 0 0 0 3 3 0
aad_Training_Exams 207 2 0 100.00 0 0 0 0 0 0 3 0 100.00
AuditEvents 104 0 0 0 0 0 0 0 0 0 0 0 0
CalendarWidget 58 0 0 0 0 0 0 0 0 0 0 0 0
CaptchaWidget 27 0 0 0 0 0 0 0 0 0 0 0 0
ChartingServices 2655 0 0 0 0 0 0 0 0 0 0 0 0
DealReg 368 0 0 0 6 0 100.00 2 0 100.00 5 2 60.00
DealRegBO 219 0 0 0 9 0 100.00 3 0 100.00 7 2 71.43
ECHO_UI_v1908 3044 29 7 75.86 17 7 58.82 12 6 50.00 1 1 0
eMailServices 299 0 0 0 26 14 46.15 15 0 100.00 16 6 62.50
EM_Impersonate 120 13 0 100.00 9 3 66.67 6 1 83.33 3 1 66.67
EnterpriseManager 1129 32 5 84.38 21 4 80.95 21 0 100.00 1 1 0
FCK_Editor 669 0 0 0 0 0 0 0 0 0 0 0 0
jQueryTooltip 17 0 0 0 0 0 0 0 0 0 0 0 0
Licensing 570 22 17 22.73 12 12 0 2 2 0 3 3 0
Licensing_SOA 67 0 0 0 0 0 0 0 0 0 0 0 0
Network 747 2 0 100.00 7 1 85.71 2 0 100.00 2 1 50.00
NetworkAccessControl 43 0 0 0 0 0 0 0 0 0 0 0 0
NetworkDocuments 555 0 0 0 2 1 50.00 6 0 100.00 3 1 66.67
NetworkMembers 1372 65 39 40.00 81 34 58.02 47 26 44.68 10 6 40.00
NetworkSolutions 830 6 3 50.00 12 5 58.33 18 6 66.67 55 21 61.82
NetworkSupport 275 0 0 0 0 0 0 0 0 0 0 0 0
Network_Emails 270 0 0 0 0 0 0 0 0 0 0 0 0
Paging 26 0 0 0 0 0 0 0 0 0 0 0 0
Partner 472 27 2 92.59 30 6 80.00 20 3 85.00 3 2 33.33
PlatformCommon 119 0 0 0 0 0 0 0 0 0 0 0 0
PlatformSegmentation 674 0 0 0 1 1 0 2 2 0 5 3 40.00
ProgressBar 20 0 0 0 0 0 0 0 0 0 0 0 0
RichTextEditor55i 46 0 0 0 0 0 0 0 0 0 0 0 0
Scriptaculous 148 0 0 0 0 0 0 0 0 0 0 0 0
ServiceCenter 5243 32 17 46.88 81 43 46.91 8 6 25.00 30 14 53.33
SForce 180 0 0 0 0 0 0 0 0 0 0 0 0
SimpleInbox 105 0 0 0 0 0 0 10 10 0 1 1 0
SizingCatalog 282 20 7 65.00 12 9 25.00 0 0 0 17 7 58.82
SizingEngine 162 0 0 0 0 0 0 0 0 0 0 0 0
SizingValidation 118 9 9 0 6 6 0 3 3 0 6 6 0
Sizing_Schedule 134 0 0 0 0 0 0 0 0 0 0 0 0
Social 24 0 0 0 0 0 0 0 0 0 0 0 0
SolutionSoftwareUnit 18 0 0 0 0 0 0 0 0 0 0 0 0
Sorting 98 0 0 0 0 0 0 0 0 0 0 0 0
TechCenter_Digest 288 0 0 0 0 0 0 1 1 0 1 1 0
Training_Management 1722 0 0 0 48 46 4.17 12 12 0 26 25 3.85
Utility 23 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary 47 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary40 165 0 0 0 0 0 0 0 0 0 0 0 0
Sum 265 108 59.25 392 199 49.23 193 79 59.07 205 109 46.83
Average 5.64 2.30 59.25 8.34 4.23 49.23 4.11 1.68 59.07 4.36 2.32 46.83
Tabela D.1: Comparação no número usos em Updates (1/3)
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Update Uses
total strings integer decimal bool
File (.oml) size (Kb) old new gain % old new gain % old new gain % old new gain %
aad_Lookups 254 4 2 50.00 2 2 0 0 0 0 0 0 0
aad_Resources 387 12 4 66.67 8 6 25.00 2 2 0 6 6 0
aad_Traceability 18 0 0 0 0 0 0 0 0 0 0 0 0
aad_training 606 12 9 25.00 27 19 29.63 0 0 0 6 6 0
aad_Training_Exams 207 5 0 100.00 7 3 57.14 0 0 0 3 0 100.00
AuditEvents 104 0 0 0 0 0 0 0 0 0 0 0 0
CalendarWidget 58 0 0 0 0 0 0 0 0 0 0 0 0
CaptchaWidget 27 0 0 0 0 0 0 0 0 0 0 0 0
ChartingServices 2655 0 0 0 0 0 0 0 0 0 0 0 0
DealReg 368 13 2 84.62 29 13 55.17 3 0 100.00 0 0 0
DealRegBO 219 19 2 89.47 43 19 55.81 4 0 100.00 0 0 0
ECHO_UI_v1908 3044 59 21 64.41 79 41 48.10 9 6 33.33 36 15 58.33
eMailServices 299 57 20 64.91 27 14 48.15 0 0 0 22 13 40.91
EM_Impersonate 120 31 5 83.87 33 9 72.73 3 0 100.00 7 3 57.14
EnterpriseManager 1129 75 10 86.67 40 21 47.50 0 0 0 16 4 75.00
FCK_Editor 669 0 0 0 0 0 0 0 0 0 0 0 0
jQueryTooltip 17 0 0 0 0 0 0 0 0 0 0 0 0
Licensing 570 39 34 12.82 139 100 28.06 13 9 30.77 24 21 12.50
Licensing_SOA 67 0 0 0 0 0 0 0 0 0 0 0 0
Network 747 13 2 84.62 23 3 86.96 0 0 0 14 3 78.57
NetworkAccessControl 43 0 0 0 0 0 0 0 0 0 0 0 0
NetworkDocuments 555 11 2 81.82 21 9 57.14 0 0 0 7 4 42.86
NetworkMembers 1372 203 105 48.28 184 98 46.74 6 6 0 71 20 71.83
NetworkSolutions 830 91 35 61.54 85 25 70.59 0 0 0 31 11 64.52
NetworkSupport 275 0 0 0 0 0 0 0 0 0 0 0 0
Network_Emails 270 0 0 0 0 0 0 0 0 0 0 0 0
Paging 26 0 0 0 0 0 0 0 0 0 0 0 0
Partner 472 80 13 83.75 61 24 60.66 0 0 0 30 9 70.00
PlatformCommon 119 0 0 0 0 0 0 0 0 0 0 0 0
PlatformSegmentation 674 8 6 25.00 13 7 46.15 0 0 0 5 2 60.00
ProgressBar 20 0 0 0 0 0 0 0 0 0 0 0 0
RichTextEditor55i 46 0 0 0 0 0 0 0 0 0 0 0 0
Scriptaculous 148 0 0 0 0 0 0 0 0 0 0 0 0
ServiceCenter 5243 151 80 47.02 299 160 46.49 0 0 0 147 55 62.59
SForce 180 0 0 0 0 0 0 0 0 0 0 0 0
SimpleInbox 105 11 11 0 17 17 0 0 0 0 0 0 0
SizingCatalog 282 49 23 53.06 71 32 54.93 2 2 0 14 9 35.71
SizingEngine 162 0 0 0 0 0 0 0 0 0 0 0 0
SizingValidation 118 24 24 0 31 31 0 40 40 0 23 23 0
Sizing_Schedule 134 0 0 0 0 0 0 0 0 0 0 0 0
Social 24 0 0 0 0 0 0 0 0 0 0 0 0
SolutionSoftwareUnit 18 0 0 0 0 0 0 0 0 0 0 0 0
Sorting 98 0 0 0 0 0 0 0 0 0 0 0 0
TechCenter_Digest 288 2 2 0 3 3 0 0 0 0 0 0 0
Training_Management 1722 86 83 3.49 103 99 3.88 2 2 0 44 41 6.82
Utility 23 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary 47 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary40 165 0 0 0 0 0 0 0 0 0 0 0 0
Sum 1055 495 53.08 1345 755 43.87 84 67 20.24 506 245 51.58
Average 22.45 10.53 53.08 28.62 16.06 43.87 1.79 1.43 20.24 10.77 5.21 51.58
Tabela D.2: Comparação no número usos em Updates (2/3)
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D. USOS EM Updates
Update Uses
date byte[]
File (.oml) size (Kb) old new gain % old new gain %
aad_Lookups 254 0 0 0 0 0 0
aad_Resources 387 3 0 100.00 0 0 0
aad_Traceability 18 0 0 0 0 0 0
aad_training 606 11 8 27.27 0 0 0
aad_Training_Exams 207 3 0 100.00 0 0 0
AuditEvents 104 0 0 0 0 0 0
CalendarWidget 58 0 0 0 0 0 0
CaptchaWidget 27 0 0 0 0 0 0
ChartingServices 2655 0 0 0 0 0 0
DealReg 368 15 9 40.00 0 0 0
DealRegBO 219 22 13 40.91 0 0 0
ECHO_UI_v1908 3044 33 11 66.67 0 0 0
eMailServices 299 11 4 63.64 0 0 0
EM_Impersonate 120 8 3 62.50 0 0 0
EnterpriseManager 1129 15 4 73.33 0 0 0
FCK_Editor 669 0 0 0 0 0 0
jQueryTooltip 17 0 0 0 0 0 0
Licensing 570 90 61 32.22 0 0 0
Licensing_SOA 67 0 0 0 0 0 0
Network 747 7 0 100.00 0 0 0
NetworkAccessControl 43 0 0 0 0 0 0
NetworkDocuments 555 4 0 100.00 0 0 0
NetworkMembers 1372 56 29 48.21 0 0 0
NetworkSolutions 830 7 3 57.14 0 0 0
NetworkSupport 275 0 0 0 0 0 0
Network_Emails 270 0 0 0 0 0 0
Paging 26 0 0 0 0 0 0
Partner 472 21 8 61.90 0 0 0
PlatformCommon 119 0 0 0 0 0 0
PlatformSegmentation 674 3 2 33.33 0 0 0
ProgressBar 20 0 0 0 0 0 0
RichTextEditor55i 46 0 0 0 0 0 0
Scriptaculous 148 0 0 0 0 0 0
ServiceCenter 5243 56 23 58.93 5 3 40.00
SForce 180 0 0 0 0 0 0
SimpleInbox 105 5 5 0 0 0 0
SizingCatalog 282 11 5 54.55 0 0 0
SizingEngine 162 0 0 0 0 0 0
SizingValidation 118 10 10 0 0 0 0
Sizing_Schedule 134 0 0 0 0 0 0
Social 24 0 0 0 0 0 0
SolutionSoftwareUnit 18 0 0 0 0 0 0
Sorting 98 0 0 0 0 0 0
TechCenter_Digest 288 5 5 0 0 0 0
Training_Management 1722 49 47 4.08 0 0 0
Utility 23 0 0 0 0 0 0
WidgetLibrary 47 0 0 0 0 0 0
WidgetLibrary40 165 0 0 0 0 0 0
Sum 445 250 43.82 5 3 40.00
Average 9.47 5.32 43.82 0.11 0.06 40.00
Tabela D.3: Comparação no número usos em Updates (3/3)
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O gráficos seguintes apresentam em forma percentual o ganho obtido em cada tipo.
Figura D.2: Ganho em percentagem de usos de strings em Updates nos testes realizados
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Figura D.3: Ganho em percentagem de usos de strings em Updates nos testes realizados
Diferenças no Viewstate
O gráfico seguinte dispõe a percentagem de ocorrência de cada um dos tipos de dados enviados
para o viewstate num conjunto de 48 aplicações.
Figura E.1: Percentagem de ocorrência de cada tipo no Viewstate
As próximas tabelas comparam o número valores enviados para o viewstate por cada tipo
de dados. Devido ao elevado peso dos tipos string, este grupo foi dividido em 4 categorias
diferentes (menos do que 50, 200 e 800 caracteres e mais do que 800 caracteres). Em todos os
casos é apresentada a percentagem de ganho.
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E. DIFERENÇAS NO Viewstate
Viewstate
string < 50 string < 200 string < 800 string >= 800
File (.oml) size (Kb) old new gain % old new gain % old new gain % old new gain %
aad_Lookups 254 8 4 50.00 16 16 0 0 0 0 5 5 0
aad_Resources 387 6 6 0 18 10 44.44 16 12 25.00 11 7 36.36
aad_Traceability 18 0 0 0 0 0 0 0 0 0 0 0 0
aad_training 606 0 0 0 0 0 0 0 0 0 0 0 0
aad_Training_Exams 207 0 0 0 0 0 0 0 0 0 0 0 0
AuditEvents 104 4 4 0 2 2 0 0 0 0 1 1 0
CalendarWidget 58 0 0 0 0 0 0 0 0 0 0 0 0
CaptchaWidget 27 0 0 0 0 0 0 0 0 0 0 0 0
ChartingServices 2655 0 0 0 0 0 0 0 0 0 0 0 0
DealReg 368 0 0 0 26 26 0 14 14 0 7 7 0
DealRegBO 219 0 0 0 14 14 0 0 0 0 1 1 0
ECHO_UI_v1908 3044 188 188 0 222 220 0.90 112 110 1.79 15 15 0
eMailServices 299 0 0 0 50 34 32.00 18 2 88.89 21 11 47.62
EM_Impersonate 120 0 0 0 0 0 0 0 0 0 0 0 0
EnterpriseManager 1129 42 42 0 96 96 0 62 62 0 5 5 0
FCK_Editor 669 0 0 0 0 0 0 0 0 0 0 0 0
jQueryTooltip 17 0 0 0 0 0 0 0 0 0 0 0 0
Licensing 570 8 8 0 22 22 0 0 0 0 1 1 0
Licensing_SOA 67 0 0 0 0 0 0 0 0 0 0 0 0
Network 747 0 0 0 26 26 0 22 22 0 1 1 0
NetworkAccessControl 43 0 0 0 0 0 0 0 0 0 0 0 0
NetworkDocuments 555 18 18 0 20 18 10.00 30 18 40.00 13 9 30.77
NetworkMembers 1372 112 108 3.57 302 294 2.65 134 128 4.48 33 33 0
NetworkSolutions 830 4 2 50.00 14 12 14.29 16 12 25.00 23 19 17.39
NetworkSupport 275 0 0 0 0 0 0 0 0 0 0 0 0
Network_Emails 270 0 0 0 0 0 0 0 0 0 0 0 0
Paging 26 0 0 0 0 0 0 0 0 0 0 0 0
Partner 472 0 0 0 0 0 0 0 0 0 0 0 0
PlatformCommon 119 0 0 0 0 0 0 0 0 0 0 0 0
PlatformSegmentation 674 144 144 0 70 70 0 182 182 0 69 69 0
ProgressBar 20 0 0 0 0 0 0 0 0 0 0 0 0
RichTextEditor55i 46 0 0 0 0 0 0 0 0 0 0 0 0
Scriptaculous 148 0 0 0 0 0 0 0 0 0 0 0 0
ServiceCenter 5243 164 156 4.88 242 234 3.31 50 48 4.00 55 55 0
SForce 180 0 0 0 0 0 0 0 0 0 0 0 0
SimpleInbox 105 0 0 0 0 0 0 0 0 0 0 0 0
SizingCatalog 282 6 0 100.00 2 0 100.00 0 0 0 5 0 100.00
SizingEngine 162 0 0 0 0 0 0 0 0 0 0 0 0
SizingValidation 118 0 0 0 0 0 0 0 0 0 0 0 0
Sizing_Schedule 134 0 0 0 0 0 0 0 0 0 0 0 0
Social 24 0 0 0 0 0 0 0 0 0 0 0 0
SolutionSoftwareUnit 18 0 0 0 0 0 0 0 0 0 0 0 0
Sorting 98 0 0 0 0 0 0 0 0 0 0 0 0
TechCenter_Digest 288 0 0 0 0 0 0 2 2 0 1 1 0
Training_Management 1722 6 6 0 46 46 0 22 22 0 35 35 0
Utility 23 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary 47 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary40 165 0 0 0 0 0 0 0 0 0 0 0 0
Sum 710 686 3.38 1188 1140 4.04 680 634 6.76 302 275 8.94
Average 15.11 14.60 3.38 25.28 24.26 4.04 14.47 13.49 6.76 6.43 5.85 8.94
Tabela E.1: Comparação do tamanho do Viewstate das páginas (1/3)
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Viewstate
total strings integer decimal bool
File (.oml) size (Kb) old new gain % old new gain % old new gain % old new gain %
aad_Lookups 254 29 25 13.79 13 13 0 0 0 0 9 9 0
aad_Resources 387 51 35 31.37 21 17 19.05 0 0 0 25 25 0
aad_Traceability 18 0 0 0 0 0 0 0 0 0 0 0 0
aad_training 606 0 0 0 0 0 0 0 0 0 0 0 0
aad_Training_Exams 207 0 0 0 0 0 0 0 0 0 0 0 0
AuditEvents 104 7 7 0 5 5 0 3 3 0 0 0 0
CalendarWidget 58 0 0 0 0 0 0 0 0 0 0 0 0
CaptchaWidget 27 0 0 0 3 3 0 0 0 0 0 0 0
ChartingServices 2655 0 0 0 0 0 0 0 0 0 0 0 0
DealReg 368 47 47 0 37 37 0 5 5 0 0 0 0
DealRegBO 219 15 15 0 11 11 0 3 3 0 0 0 0
ECHO_UI_v1908 3044 537 533 0.74 675 661 2.07 73 73 0 211 201 4.74
eMailServices 299 89 47 47.19 49 33 32.65 0 0 0 29 21 27.59
EM_Impersonate 120 0 0 0 0 0 0 0 0 0 0 0 0
EnterpriseManager 1129 205 205 0 269 269 0 5 5 0 79 79 0
FCK_Editor 669 0 0 0 0 0 0 0 0 0 0 0 0
jQueryTooltip 17 0 0 0 0 0 0 0 0 0 0 0 0
Licensing 570 31 31 0 63 63 0 13 13 0 7 7 0
Licensing_SOA 67 0 0 0 0 0 0 0 0 0 0 0 0
Network 747 49 49 0 55 55 0 0 0 0 7 7 0
NetworkAccessControl 43 0 0 0 0 0 0 0 0 0 0 0 0
NetworkDocuments 555 81 63 22.22 95 71 25.26 0 0 0 31 27 12.90
NetworkMembers 1372 581 563 3.10 487 473 2.87 15 15 0 157 153 2.55
NetworkSolutions 830 57 45 21.05 81 65 19.75 0 0 0 15 11 26.67
NetworkSupport 275 0 0 0 0 0 0 0 0 0 0 0 0
Network_Emails 270 0 0 0 0 0 0 0 0 0 0 0 0
Paging 26 0 0 0 0 0 0 0 0 0 0 0 0
Partner 472 0 0 0 0 0 0 0 0 0 0 0 0
PlatformCommon 119 0 0 0 0 0 0 0 0 0 0 0 0
PlatformSegmentation 674 465 465 0 351 345 1.71 0 0 0 73 69 5.48
ProgressBar 20 0 0 0 0 0 0 0 0 0 0 0 0
RichTextEditor55i 46 0 0 0 0 0 0 0 0 0 0 0 0
Scriptaculous 148 0 0 0 0 0 0 0 0 0 0 0 0
ServiceCenter 5243 511 493 3.52 631 577 8.56 0 0 0 223 211 5.38
SForce 180 0 0 0 0 0 0 0 0 0 0 0 0
SimpleInbox 105 0 0 0 0 0 0 0 0 0 0 0 0
SizingCatalog 282 13 0 100.00 21 11 47.62 0 0 0 3 0 100.00
SizingEngine 162 0 0 0 0 0 0 0 0 0 0 0 0
SizingValidation 118 0 0 0 3 3 0 0 0 0 0 0 0
Sizing_Schedule 134 0 0 0 0 0 0 0 0 0 0 0 0
Social 24 0 0 0 0 0 0 0 0 0 0 0 0
SolutionSoftwareUnit 18 0 0 0 0 0 0 0 0 0 0 0 0
Sorting 98 0 0 0 0 0 0 0 0 0 0 0 0
TechCenter_Digest 288 3 3 0 7 7 0 0 0 0 0 0 0
Training_Management 1722 109 109 0 189 189 0 3 3 0 49 49 0
Utility 23 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary 47 0 0 0 0 0 0 0 0 0 0 0 0
WidgetLibrary40 165 0 0 0 0 0 0 0 0 0 0 0 0
Sum 2880 2735 5.03 3066 2908 5.15 120 120 0 918 869 5.34
Average 61.28 58.19 5.03 65.23 61.87 5.15 2.55 2.55 0 19.53 18.49 5.34
Tabela E.2: Comparação do tamanho do Viewstate das páginas (2/3)
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E. DIFERENÇAS NO Viewstate
Viewstate
date byte[] BitArray
File (.oml) size (Kb) old new gain % old new gain % old new loss %
aad_Lookups 254 0 0 0 0 0 0 0 25 100.00
aad_Resources 387 17 13 23.53 0 0 0 0 37 100.00
aad_Traceability 18 0 0 0 0 0 0 0 0 0
aad_training 606 0 0 0 0 0 0 0 0 0
aad_Training_Exams 207 0 0 0 0 0 0 0 0 0
AuditEvents 104 0 0 0 0 0 0 0 13 100.00
CalendarWidget 58 0 0 0 0 0 0 0 0 0
CaptchaWidget 27 0 0 0 0 0 0 0 5 100.00
ChartingServices 2655 0 0 0 0 0 0 0 0 0
DealReg 368 27 27 0 0 0 0 0 69 100.00
DealRegBO 219 9 9 0 0 0 0 0 37 100.00
ECHO_UI_v1908 3044 307 299 2.61 0 0 0 0 521 100.00
eMailServices 299 13 5 61.54 0 0 0 0 41 100.00
EM_Impersonate 120 0 0 0 0 0 0 0 0 0
EnterpriseManager 1129 33 33 0 0 0 0 0 205 100.00
FCK_Editor 669 0 0 0 0 0 0 0 0 0
jQueryTooltip 17 0 0 0 0 0 0 0 0 0
Licensing 570 9 9 0 0 0 0 0 49 100.00
Licensing_SOA 67 0 0 0 0 0 0 0 0 0
Network 747 23 23 0 0 0 0 0 49 100.00
NetworkAccessControl 43 0 0 0 0 0 0 0 0 0
NetworkDocuments 555 27 21 22.22 5 5 0 0 113 100.00
NetworkMembers 1372 105 103 1.90 5 5 0 0 325 100.00
NetworkSolutions 830 5 3 40.00 0 0 0 0 77 100.00
NetworkSupport 275 0 0 0 0 0 0 0 0 0
Network_Emails 270 0 0 0 0 0 0 0 0 0
Paging 26 0 0 0 0 0 0 0 0 0
Partner 472 0 0 0 0 0 0 0 0 0
PlatformCommon 119 0 0 0 0 0 0 0 0 0
PlatformSegmentation 674 111 109 1.80 0 0 0 0 305 100.00
ProgressBar 20 0 0 0 0 0 0 0 0 0
RichTextEditor55i 46 0 0 0 0 0 0 0 0 0
Scriptaculous 148 0 0 0 0 0 0 0 0 0
ServiceCenter 5243 137 129 5.84 0 0 0 0 565 100.00
SForce 180 0 0 0 0 0 0 0 0 0
SimpleInbox 105 0 0 0 0 0 0 0 0 0
SizingCatalog 282 3 0 100.00 0 0 0 0 13 100.00
SizingEngine 162 0 0 0 0 0 0 0 0 0
SizingValidation 118 0 0 0 0 0 0 0 5 100.00
Sizing_Schedule 134 0 0 0 0 0 0 0 0 0
Social 24 0 0 0 0 0 0 0 0 0
SolutionSoftwareUnit 18 0 0 0 0 0 0 0 0 0
Sorting 98 0 0 0 0 0 0 0 0 0
TechCenter_Digest 288 9 9 0 0 0 0 0 9 100.00
Training_Management 1722 39 39 0 0 0 0 0 249 100.00
Utility 23 0 0 0 0 0 0 0 0 0
WidgetLibrary 47 0 0 0 0 0 0 0 0 0
WidgetLibrary40 165 0 0 0 0 0 0 0 0 0
Sum 874 831 4.92 10 10 0 0 2712 100
Average 18.60 17.68 4.92 0.21 0.21 0 0 57.70 100
Tabela E.3: Comparação do tamanho do Viewstate das páginas (3/3)
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O gráficos seguintes apresentam em forma percentual o ganho obtido em cada tipo.
Figura E.2: Ganho em percentagem de strings enviadas para o Viewstate nos testes realizados
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E. DIFERENÇAS NO Viewstate
Figura E.3: Ganho em percentagem de strings enviadas para o Viewstate nos testes realizados
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