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1. Introducció 
 
En el context del lleure i la cultura, hi ha un gran nombre d'entitats públiques i 
privades dedicades a l'organització d'activitats lúdic-culturals com ara un seminari sobre 
viatges, un taller de coaching, una festa de ball de saló o una trobada de puntaires. 
La promoció i gestió d'aquestes activitats requereix manegar usuaris, continguts, 
recursos humans, instal·lacions, recursos tècnics i medis de tot tipus. Això es converteix 
en una tasca feixuga i complexa quan el volum de recursos és significatiu i tots aquests 
elements venen condicionats per restriccions de quantitat, espai i temps, com passa 
sovint a la realitat. 
Les solucions que existeixen actualment manquen de no ser suficientment 
generalistes (són especialitzades en temes concrets com un esport o un subconjunt 
d’esports, o de balls, per exemple) i manquen de no estar suficientment automatitzades 
ja que molts processos i accions es segueixen mantenint de forma manual. 
Amb aquest projecte es proposa desenvolupar un sistema que permeti als 
responsables d'aquesta gestió portar-la a terme de forma més eficient, àgil, acurada i 
fiable. La dispersió espacial i temporal tant dels objectes de la gestió com dels gestors fa 
imprescindible l'enfoc web. 
Aquest projecte pot ser interessant per a totes aquelles entitats que realitzin 
tasques de gestió d’activitats de qualsevol tipus i desitgin disposar d’un sistema capaç 
d’organitzar la informació que involucra la gestió d’una manera acurada i ordenada, 
alhora que automatitzar moltes operacions que es solen fer manualment. 
 
1.1 Motivació i caracterització  
 
Observant la realitat, ens adonem que es donen un conjunt de circumstàncies, 
fets i processos que són millorables. En última instància, moltes obres d'enginyeria 
tenen la finalitat d'estudiar casos reals d'alguns d'aquests processos i dissenyar un 
sistema que els faci més eficients. La naturalesa d'aquest projecte és, aleshores, la 
d'observar com funcionen realment entitats encarregades de l'organització d'activitats 
lúdic-culturals, estudiar-les i analitzar-les. Un cop fet això, dissenyar i implementar un 
sistema que no només sigui capaç de respondre a les necessitats de gestió,  sinó que a 
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més ho faci de manera que el seu funcionament hagi millorat en un conjunt de factors. 
Per tant, es tracta de desenvolupar una aplicació software i accessible a través de 
la xarxa amb tot el procés que això implica. Aquest procés ha de fer front a diferents 
tasques, classificables en diverses  etapes per les quals sol passar un projecte d'aquestes 
característiques: l'anàlisi de requisits, l'especificació, el disseny, la implementació, la 
verificació i la documentació. Juntes conformen l'anomenat cicle de vida del software. 
En general, quan les persones aborden el desenvolupament de qualsevol tipus de 
projecte, evolucionen des de idees abstractes fins a concrecions realitzables. Aquest 
projecte no n'és una excepció. 
 
1.2 Objectius generals  
 
Els objectius d'aquest projecte es divideixen en diversos punts. S'ha d'aconseguir 
un producte flexible alhora que potent i via web que satisfaci les necessitats d'aquestes 
entitats. Així doncs, els objectius es divideixen en aquestes etapes: 
 
1.2.1 Objectius fase d'estudi de la tecnologia  
 
Estudiar la tecnologia sobre la qual es té pensat implementar aquest sistema. 
Escollir entre implementar tot el codi del sistema pròpiament o fer servir un gestor de 
continguts (CMS). En ambdós casos s'ha de veure quines tecnologies usar (PHP, XML, 
HTML, Javascript, MySQL, etc.) i en el segon, a més, escollir entre diversos gestors 
que existeixen actualment. 
En base a una tecnologia escollida, estudiar llibres i documentació al respecte, 
aprendre com funciona i aprofundir en els punts que siguin de més utilitat per a aquest 
projecte. 
 
1.2.2 Objectius fase d'anàlisi  
 
Detallar un anàlisi de requisits, determinant clarament les necessitats que ha de 
satisfer aquest nou software i anticipar possibles problemàtiques tan a nivell funcional 
com tecnològic. 
Donar suport a la fase d'anàlisi estudiant casos reals, és a dir, fent entrevistes 
amb entitats que actualment batallen per portar endavant la seva tasca de gestió. 
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Extreure informació rellevant, això és, destacar els punts forts de les entitats i les 
funcionalitats de les quals manquen però seria desitjable disposar-ne. 
Especificar els actors del sistema, les funcionalitats que ofereix i explicitar un 
model de casos d'ús. 
 
1.2.3 Objectius fase d'especificació i disseny  
 
Explicitar un model de dades lògic-conceptual que ha de servir posteriorment 
per dissenyar la base de dades que ha d'emmagatzemar la informació del sistema. 
Especificar de manera clara i coherent el sistema final. Es pretén estudiar les 
entitats més rellevants del sistema i fer-ne el diagrama d'estats del seu cicle de vida. 
Explicitar les restriccions d'integritat que conformen respecte al sistema 
dissenyat. 
 
1.2.4 Objectius fase d'implementació  
 
A partir de la fase d'especificació i de l'estudi previ de la tecnologia, codificar tot 
el sistema en funció de l’especificació i acomodant-se a la implementació segons la 
tecnologia escollida, tenint en compte els requisits pactats. 
 
1.2.5 Objectius fase de verificació/test  
 
Comprovar empíricament el funcionament del sistema. Per a satisfer aquesta 
tasca, agafar una mostra del total de les operacions que es poden realitzar dintre del 
sistema i realitzar un experiment que tregui unes conclusions globals del correcte 
funcionament (o no) d’aquest. 
Verificar que s'ha assolit un percentatge alt dels requisits inicials. Per tant, s'ha 
de comprovar que dels punts inicials pactats, en especial d'aquells marcats com a 
obligatoris, el sistema els satisfaci amb fidelitat. Revisar l’assoliment d’objectius. 
 
1.2.6 Objectius fase documentació  
 
L'objectiu d'aquesta fase és elaborar una memòria final del projecte on es detalli 
amb claredat totes les fases amb les quals s'ha dividit el projecte. Deixar constància al 
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cap i a la fi del treball que s'ha realitzat i com s’ha realitzat. La documentació ha de 
servir també de guia per a possibles futures ampliacions d'aquest sistema cap a algun de 
més gran i/o complex. 
 
1.2.7 Objectius fase presentació i defensa  
 
Finalment, en aquesta última fase s'ha d'aconseguir preparar, exposar i defensar 
el projecte final de carrera amb el màxim nivell d'excel·lència possible. 
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2. Anàlisi 
 
En aquest capítol s’explica com s’ha realitzat l’anàlisi del projecte. La tasca 
d’anàlisi s’ha dividit en les següents parts: el contacte amb casos reals d’organitzacions 
que s’encarreguen d’un tipus de gestió com l’explicada a la introducció, l’anàlisi de 
requisits, la identificació de les àrees destacables, el context tecnològic del projecte i la 
planificació temporal inicial i la previsió de costos. 
 
2.1 Contacte amb casos reals  
 
Per a l’elaboració dels requisits per a aquest projecte, s’ha cregut convenient ex-
treure informació real de com funcionen entitats encarregades de la gestió d’activitats de 
diversos tipus. Així doncs, s’han entrevistat dues entitats (veure Annex B), fent pregun-
tes relacionades amb la funcionalitat interna de la seva gestió, quins paràmetres associen 
a les activitats, si fan preinscripcions i inscripcions, si es poden fer inscripcions de més 
d’una persona, si tenen llistes d’espera, si aqueta gestió es fa automàtica o manualment, 
com fan els pagaments, com fan les reserves dels recursos, etc. 
S’han fet les entrevistes, per tant, amb la finalitat d’extreure una idea el més 
aproximada possible de la dinàmica d’aquest tipus d’activitats durant tot el seu cicle de 
vida, extraient fins a quin punt surt rentable automatitzar tasques i processos que encara 
avui dia alguns es segueixen fent manualment. M’han donat una opinió sobre les virtuts 
i mancances de la seva gestió, què els agradaria que un nou sistema els oferís i inclús, 
quins aspectes del seu actual sistema, més que aportar i ser útils, destorben la comoditat 
que pot oferir-ne un que automatitzi tot el procés. D’aquesta manera, he aconseguit veu-
re en quins punts l’especificació del meu sistema s’ha de relaxar i en quins altres l’haig 
de potenciar. Així doncs, aquesta entrevista m’ha portat a una reestructuració d’algunes 
idees. 
De les entrevistes es poden destacar dues observacions: la primera d’elles és que 
jo, com a persona amb competències informàtiques, he aconseguit extreure informació 
tecnològicament valuosa per al meu projecte de gent que no té un perfil tècnic, amb tota 
la problemàtica que implica la comunicació entre dues parts d’un sistema on la primera 
coneix els possibles fonaments sobre el qual es poden sustentar però no coneix l’ús del 
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sistema en concret i viceversa. Així doncs, m’ha servit com una altra experiència que 
simula el cas real on un comercial/cap de projecte s’entrevista amb un client que no té 
coneixements tecnològics però té una necessitat d’un producte/servei i en pacta uns re-
quisits/objectius que s’hauran de complimentar.  
El segon fet que vull destacar és la predisposició, amabilitat i col·laboració amb 
la qual s’han comportat les persones amb les quals he tingut el gust de fer les entrevis-
tes. Fins i tot en una d’elles m’han deixat prestat el manual d’usuari del software que 
segueixen fent servir avui dia. Encara que la seva primera versió voltés l’any 1995, 
m’ha sobtat la seva potència i robustesa. El manual inclou il·lustracions gràfiques de la 
interfície d’usuari que m’han ajudat a completar les dades de l’entrevista que no he po-
gut prendre durant la ronda de preguntes. Així, els hi estic molt agraït. 
Finalment mencionar que a mida que avançava la segona entrevista, aquesta 
s’anava convertint cada cop més en un tour que m’han fet els entrevistats pel seu procés 
de gestió d’activitats. Així,  anava responent a la majoria de preguntes que tenia prepa-
rades i les que no eren contestades amb la “demostració en viu” no han tingut problema 
de respondre -les. 
 
2.2 Anàlisi de requisits  
 
A enginyeria de sistemes i enginyeria del software, l’anàlisi de requisits acapara 
aquelles tasques que s’encarreguen de determinar les necessitats o condicions a complir 
per a un sistema o producte, ja sigui nou o una modificació, tenint en compte la possibi-
litat de conflictes entre les parts interessades, com els beneficiaris o els usuaris. 
És un procés crític per tal que un sistema o projecte de software tingui èxit. Els 
requisits haurien de ser documentats, són accions concretes que el sistema ha de com-
plir, mesurables, verificables i relacionables amb les necessitats del negoci o producte i 
definits a un nivell de detall suficient per al disseny del sistema. 
Conceptualment, l’anàlisi de requisits inclou tres etapes: l’obtenció dels requisits 
(identificació), l’anàlisi de requisits (revisar que siguin clars, complets, coherents i sense 
ambigüitats) i l’enregistrament (la seva documentació en forma de llista resumida) 
L’anàlisi de requisits pot ser un procés llarg i ardu durant el qual moltes habili-
tats psicològiques delicades hi estan involucrades. 
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Requisits funcionals: 
 
El sistema ha de ser capaç de/permetre: 
 
RF-1: Assignar usuaris en una jerarquia de grups. 
RF-2: Assignar/configurar permisos per defecte als grups d'usuaris. 
RF-3: Heretar/permetre/prohibir els permisos d'execució per les operacions. 
RF-4: Els usuaris es puguin enregistrar i puguin accedir al sistema. 
RF-5: Els usuaris es puguin configurar un perfil. 
RF-6: Llistar els usuaris del sistema. 
RF-7: Habilitar/inhabilitar (i en general administrar) els comptes dels usuaris. 
RF-8: Llistar i fer alta/baixa/modificació d'entitats i les seves característiques. 
RF-9: Llistar i fer alta/baixa/modificació de centres i les seves característiques. 
RF-10: Assignar centres a una entitat. 
RF-11: Assignar centres a una adreça. 
RF-12: Llistar i fer alta/baixa/modificació de sales. 
RF-13: Assignar sales a un centre. 
RF-14: Llistar i fer alta/baixa/modificació de temes i les seves característiques. 
RF-15: Llistar i fer alta/baixa/modificació de comunitats de temes i els seus atributs. 
RF-16: Agrupar temes en comunitats de temes. 
RF-17: Llistar i fer alta/baixa/modificació de nivells amb diferents valors. 
RF-18: Llistar i fer alta/baixa/modificació d'escales de nivells. 
RF-19: Agrupar nivells en escales de nivells. 
RF-20: Els temes es regeixin per una escala de nivells. 
RF-21: Als professors llistar i sol·licitar les validacions sobre les categories de temes. 
RF-22: Validar/invalidar (i en general administrar) les categories dels professors. 
RF-23: Llistar i fer alta/baixa/modificació de tallers i les seves característiques. 
RF-24: Llistar i fer alta/baixa/modificació de divises i les seves característiques. 
RF-25: Expressar el preu dels tallers en una de les divises creades. 
RF-26: Administrar les transicions entre estats dels tallers. 
RF-27: Gestionar si un taller és visible al públic. 
RF-28: Gestionar l'obertura/tancament de tallers per a inscripcions. 
RF-29: Configurar paràmetres generals del sistema, com la desviació del ratio. 
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RF-30: Els tallers tractin sobre algun dels temes creats i, conseqüentment, escollint un 
nivell del subconjunt de l'escala associada a aquell tema. 
RF-31: Llistar i fer alta/baixa/modificació de sessions. 
RF-32: Generar sessions automàticament segons un conjunt de paràmetres opcionals, 
com la freqüència entre sessions, la possible exclusió de caps de setmana o les hores.  
RF-33: Assignar professors per defecte als tallers, seguint un rol en concret. 
RF-34: Assignar professors a sessions específiques, seguint un rol en concret. 
RF-35: Als usuaris personalitzar els seus possibles temes i el seu tema de preferència. 
RF-36: Als usuaris personalitzar els seus possibles centres i el seu centre de preferència. 
RF-37: Derivar les comunitats de temes preferits dels usuaris segons les seves preferèn-
cies de temes. 
RF-38: Als usuaris personalitzar les seves preferències de disponibilitat diària, el seu dia 
preferit, la seva hora de començament preferida i, per a cada dia, la disponibilitat d'hora 
mínima d'inici i hora màxima de fi. 
RF-39: Als usuaris filtrar tallers disponibles segons dos criteris. Per una part s'hauran de 
poder filtrar tallers segons la disponibilitat de temes, centres i horària dels usuaris i per 
altra segons el tema, centre i horari preferit. 
RF-40: Als usuaris llistar/sol·licitar/anul·lar les seves inscripcions a tallers. 
RF-41: Fer inscripcions dobles en el cas de tallers per parelles. 
RF-42: Enviar avisos als usuaris en funció dels canvis d'estat de les seves inscripcions. 
RF-43: Informar als usuaris dels resultats del processament de les operacions 
sol·licitades. 
RF-46 (opcional): Quan es llistin registres, aquests es podran filtrar segons un subcon-
junt de característiques. 
RF-47 (opcional): Quan es llistin registres, aquests es podran ordenar segons un subcon-
junt de criteris. 
RF-48 (opcional): Quan es llistin registres, es podran fer cerques sobre un subconjunt de 
característiques. 
RF-49 (opcional): L'aplicació haurà d'estar disponible en tres idiomes. 
RF-50 (opcional): Els professors podran fer un seguiment de les sessions, anotant 
l’assistència dels usuaris a cada sessió així com una avaluació final individual. 
RF-51 (opcional): Els temes es podran dividr en lliçons i les lliçons en punts. 
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Requisits no funcionals: 
 
RNF-1: Ser implementat en forma d'aplicació accessible via web. 
RNF-2: Els grups d'usuaris hauran de ser: públic, registrat, professor, secretària, admi-
nistrador i superadministrador. 
RNF-3: La interfície gràfica haurà d'estar dividida en zones delimitades segons l'acces-
sibilitat dels usuaris. 
RNF-4: L’aplicació podrà ser portable a diferents sistemes operatius. 
RNF-5 (opcional): S’haurà de poder mostrar l'aplicació en català, castellà o anglès en 
funció de la llengua escollida per l'usuari al seu perfil. 
RNF-6 (opcional): Haurà de mostrar les dates/hores als usuaris en la forma corresponent 
a la seva zona horària escollida al seu perfil, calculant les diferències horàries entre les 
dades emmagatzemades al servidor i l'usuari. 
RNF-7 (opcional): La interfície gràfica haurà de poder-se canviar fàcilment utilitzant 
noves plantilles sense afectar al funcionament del sistema ni haver de tocar el codi. 
RNF-8 (opcional): L'aplicació haurà d'estar dissenyada per a ser perfectament escalable 
per a possibles ampliacions de funcionalitats. 
 
 Així, observant aquestes dues primeres parts de l’anàlisi, se’n pot extreure una 
primera imatge esquemàtica i molt global de les àrees identificades més destacables del 
projecte, a partir de les quals aquest ha d’agafar forma: 
 
 
 
 
 
 
 
 
 
 
 
 
 
Usuaris Professors 
Tallers 
Sales 
Temes 
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2.3 Context tecnològic  
 
Revisant les dues primeres parts de l’anàlisi (el contacte amb casos reals i 
l’anàlisi de requisits) es pot començar a posar una mica en context tecnològic el 
projecte. Així, observant aquestes dues primeres parts, la naturalesa del projecte conté 
les característiques d'un model client-servidor.  
De moment, fins aquí no s’ha pres cap decisió tecnològica sinó que s’indica que 
aquest context és una derivació directa de les característiques del projecte, és a dir, 
aquest context tecnològic ja ens ve imposat. 
El model client-servidor es defineix com una aplicació computacional 
distribuïda que divideix les tasques o càrregues de treball entre els proveïdors de 
recursos o serveis, anomenats servidors, i els peticionaris d'aquests recursos o serveis, 
anomenats clients. Sovint, clients i servidors es comuniquen a través d'una xarxa en 
hardware separat, però ambdós client i servidor poden residir en el mateix sistema. Els 
clients, per tant, inicien sessions de comunicació amb servidors que esperen rebre 
peticions. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Aquest model efectivament té coherència amb aquest projecte on es pretén que 
un conjunt d'usuaris (actors del sistema) demanin recursos (inscripcions a activitats, 
reserva de sales, configuració de perfils, etc.) a un servidor. 
 
Servidor Web (apache2, 
lighttpd, IIS…)
Client 1
Client 2
Client N
...
Internet
SGBD (Sistema Gestor de 
Bases de Dades). 
(MySQL, Informix, 
PostgreSQL…) 
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2.4 Planificació inicial  
 
 En aquest punt es tracta la planificació temporal inicial que es fa respecte al pro-
jecte. Per a fer aquesta planificació es fa servir un diagrama de Gantt, el qual és una 
popular eina gràfica l’objectiu de la qual és mostrar el temps de dedicació previst per a 
les diferents tasques o activitats al llarg d’un temps total determinat. 
 Encara que el diagrama no indiqui les relacions existents entre activitats, la posi-
ció de cada tasca al llarg del temps fa que es puguin identificar aquestes relacions i in-
terdependències.  
 Des de la seva introducció, els diagrama de Gantt s’han convertit en una eina 
bàsica de gestió de projectes de tot tipus, amb la finalitat de representar diferents fases, 
tasques i activitats programades com a part d’un projecte o per a mostrar una línia de 
temps en les diferents activitats fent el mètode més eficient. 
 Bàsicament el diagrama està compost per un eix vertical on s’estableixen les 
activitats que constitueixen la feina que es pensa executar, i un eix horitzontal que mos-
tra en un calendari la durada de cadascuna d’elles. 
 Un cop explicat això, la previsió temporal d’aquest projecte queda plasmada en 
el següent diagrama de Gantt. Les activitats del diagrama són les identificades com a 
objectius generals del projecte. 
 
 
 
 
 
 
 
 
 
2.5 Previsió de costos  
 
 Quan es realitza un projecte d’aquestes característiques, normalment es realitza 
una previsió dels costos com a conseqüència de la seva execució. Per a la previsió dels 
costos s’estima la despesa en les compres de productes, el nombre d’empleats i el seu 
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salari (recursos humans), les despeses d’alquiler d’un possible local, les despeses deri-
vades d’adquisició hardware, les despeses derivades d’adquisició software, les possibles 
despeses de manteniment, electricitat, seguros, etc. 
 En el cas d’aquest projecte, aquesta previsió de costos és relativament senzilla 
posat que és un projecte amb finalitat didàctica, on no s’ha necessitat d’alquiler de cap 
local per tal d’exercir les activitats requerides, on l’únic hardware necessitat ha estat un 
portàtil (que ja es disposava) i on les despeses derivades del software han estat nul·les ja 
que tot el software utilitzat al llarg del projecte era programari lliure. 
 Per tant, les úniques despeses derivades del projecte provenen del temps empleat 
pels recursos humans (una única persona en aquest cas) per a la total realització del pro-
jecte. El que sí s’ha pogut fer ha estat dividir els costos de recursos humans segons el 
rol que es preveu adoptar durant cada fase de la planificació temporal prevista. 
 Així, la previsió de costos per a aquest projecte es classifica com segueix: 
 
 
Rol Preu/Hora (€) Hores parcials € Parcials 
Cap projecte 15 40 600 
Analista 10 160 1600 
Dissenyador 10 160 1600 
Programador 8 240 1920 
Tester 8 60 480 
Comercial 10 80 800 
 Total: 740 7000 
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3. Decisions tecnològiques 
 
Tenint en compte tot el que s’ha explicat a la fase d’anàlisi del projecte, aquest 
capítol es dedica a detallar dues decisions importants respecte a la tecnologia escollida 
per al projecte. La primera decisió a considerar ha estat si implementar el projecte 
basant-se en un gestor de continguts o CMS (Content Management System). La segona 
decisió a prendre anava en funció de la primera, és a dir, si s’escollia un llenguatge de 
programació i a partir d’aquest implementar el projecte o, en cas d’escollir un gestor de 
continguts, quin gestor seria el més adient d’entre totes les possibilitats. 
 
3.1 Utilització o no d’un gestor de continguts  
 
El primer que s’ha realitzat és un petit estudi de tot un ventall de possibilitats 
tecnològiques que es solen fer servir per a implementar sistemes basats en un model 
client-servidor (context tecnològic de l’anàlisi). 
Una de les possibilitats era fer servir CGI, un mètode estàndard del software dels 
servidors web per a delegar la generació de pàgines web a fitxers executables. Aquests 
fitxers són coneguts com CGI scripts; són programes, sovint aplicacions autònomes, 
escrites en un llenguatge de programació interpretat. 
Una altra alternativa ha estat ASP.net, una tecnologia de scripting de costat del 
servidor desenvolupada per Microsoft. Per córrer programes ASP.net, es necessita IIS 
(Internet Information Server) executant-se a una plataforma amb Windows Server, que 
no és gratuïta. Inclús la connectivitat amb la base de dades no és gratuïta perquè MS-
SQL és un producte de Microsoft que té un cost econòmic.   
Continuant amb les possibilitats, també s'ha estudiat l’alternativa de fer servir 
PHP. PHP és un altre llenguatge de scripting del costat del servidor de propòsit general 
originalment dissenyat pel desenvolupament de pàgines web dinàmiques. Per aquesta 
finalitat, el codi és integrat dins el document font HTML i interpretat pel servidor web 
amb un mòdul de processament de PHP, que genera el document web. PHP pot ser 
desplegat sobre la majoria de servidors web, sobre la majoria de sistemes operatius i de 
forma gratuïta. 
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L’altre opció era fer servir un gestor de continguts. Un gestor de continguts és un 
sistema que proveeix una col·lecció de procediments usats per a manegar fluxos de 
treball en un entorn col·laboracionista. Aquests procediments estan dissenyats, entre 
d'altres coses, per a realitzar les següents tasques: 
 Permetre a un gran nombre de persones a contribuir i compartir informació 
emmagatzemada. 
 Controlar l'accés a la informació, basant-se en els rols assignats als usuaris 
(definint quina informació poden veure, editar, publicar, etc. els usuaris o els 
grups d'usuaris) . 
 Facilitar l'emmagatzemament i la recuperació de la informació amb 
procediments estandarditzats. 
 Facilitar la redacció i edició de continguts. 
 Aportar eines de comunicació entre els usuaris. 
 Aportar seguretat al sistema per diversos motius, ja sigui perquè porten eines 
revisades per una comunitat de programadors que ha estat verificada i es 
considera segura, eines que estan pensades per ser sotmeses a atacs al sistema, 
eines de parse i desinfecció de les dades peticionades, etc. 
 Estandarditzar el procediment per programar components, mòduls i la manera 
com es presenta i divideix el contingut: menús, categories, seccions, etc. 
 Possibilitat d'afegir extensions creades per altres desenvolupadors que es poden 
integrar perfectament en el sistema sense afectar les altres parts. 
 
Aleshores, d’entre les dues opcions (fer servir un llenguatge “a pel” i basar-se en 
un gestor de continguts), s’ha escollit basar-se en un gestor de continguts. Per què s'han 
descartat les altres opcions?  
Indagant en la tecnologia CGI, tenim per exemple que els programes 
implementats amb aquesta tecnologia són lents perquè necessiten fer un fork a un nou 
procés de sistema operatiu per a cada petició HTTP. La connexió amb la base de dades 
s'ha de reobrir per a cada instància del programa, la qual cosa incrementa el cost. A més, 
CGI no ens aporta eines que ens facilitin moltes de les tasques que requereix el nostre 
sistema.  
Continuant amb ASP.net, l'inconvenient més obvi és que les eines que es 
necessiten per a desenvolupar un sistema amb aquesta tecnologia no són gratuïtes i 
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incrementarien molt el cost del projecte. Un altre fet que suposa no decantar-nos per 
aquesta opció és la manca d’operativitat a través de diferents plataformes. ASP.net està 
pensat per executar-se en entorns exclusius de Microsoft.  
Així doncs, PHP semblava el llenguatge més adient per al nostre sistema, però 
també té un conjunt de mancances que fa que ens decantem per fer servir un gestor de 
continguts. En general, es pot dir que amb un gestor de continguts tenim les pròpies 
eines del gestor més les funcionalitats que ofereix PHP, és a dir, amb el gestor no hem 
d'implementar des de zero funcionalitats o mòduls comuns en aquest tipus de sistemes, 
com ara el que s'encarrega de manegar amb el login/logout dels usuaris, la 
implementació d'una Access Control List, o la típica capa d’abstracció que es sol crear 
per a crear les connexions amb la base de dades. 
 
3.2 Decisió del gestor de continguts  
 
Posat que al punt anterior s’ha escollit implementar el projecte basant-se en un 
gestor de continguts, la següent decisió a prendre sembla òbvia: escollir-ne quin. Altre 
cop s’ha realitzat un petit estudi sobre els gestor de continguts existents, indagant en les 
funcionalitats, avantatges i desavantatges de cadascun i extraient-ne unes conclusions. 
Per a fer les comparacions, a part d’indagar en la documentació oficial dels més 
recomanats, s’han fet comparatives amb eines online (veure Bibliografia) enfocades a 
ajudar als usuaris a prendre la decisió de decantar-se per la utilització d’un gestor de 
continguts o un altre en base a les funcionalitats que es necessiten i les que s’ofereixen. 
Finalment, s'ha escollit Joomla! primerament per un conjunt de motius generals:  
 És de codi obert (això és bo perquè es pot veure com altres funcions del sistema 
realitzen segons quines tasques, o per exemple per veure què fa exactament un 
mètode trobat a l’API (Application Program Interface) o per esbrinar com 
interactuen unes classes amb altres si no aquesta interacció no està suficientment 
documentada). 
 És gratuït (estalvia costos al projecte). 
 Ha estat premiat com a millor CMS més d'un any. 
 El seu entorn de treball alimenta un 2.7% de la web sencera. 
 El patró de disseny MVC (Model View Controller) per a desenvolupar 
components (del qual se’n parlarà més endavant) està molt ben definit.  
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 Compta amb una comunitat gran al darrere (obtindre suport tant d’usuaris com 
de desenvolupadors).  
 La comunitat hi treballa sobre la plataforma de manera intensiva i continuada. 
 Les tecnologies en les quals es basa també són de codi obert (MySQL, MySQLi, 
PHP).  
 Disposa d'un nombre elevat i variat d'extensions instal·lables de qualitat que 
donen la possibilitat d'ampliar les funcionalitats d'una aplicació web. 
 
Aquestes, però, són característiques generals que han servit per a descartar un 
volum gran de gestors. Encara i així, en aquest punt es podia observar que hi havia 
altres gestors, com per exemple Drupal o Wordpress els quals també complien amb 
moltes d’aquestes característiques generals (excepte els premis i el percentatge 
d’alimentació de la web). Llavors s’han comparat aquests tres gestors “finalistes” amb 
algunes eines com les mencionades a la introducció del capítol, i s’ha observat que: 
 
Caract. diferencial Drupal Joomla! Wordpress 
Gestió sessions sí sí Amb add-on 
Login SSL Amb add-on sí sí 
Pàgines SSL Amb add-on sí Limitat 
WYSIWYG editor Amb add-on sí sí 
Advanced caching sí sí Amb add-on 
Gestió advertising Amb add-on sí no 
Content scheduling Amb add-on sí Limitat 
Drag&drop content Amb add-on no sí 
Certif. Program Limitat no sí 
 
Hi ha moltes altres característiques a avaluar, però les anteriors eren les que més 
diferien un gestor de l’altre, és a dir, característiques que marquen la diferència. Poder 
algunes d’aquestes característiques no són imprescindibles per a la implementació del 
projecte, però si el gestor les compleix no està de més per a possibles ampliacions. 
Així, entre les característiques generals de Joomla! que han fet desbancar la 
majoria dels gestors existents, més les característiques diferenciades entre aquests tres 
finalistes, s’ha decidit escollir Joomla! com a gestor base. 
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3.3 Seguretat  
 
En aquest punt es pretén donar algunes justificacions respecte a la seguretat que 
ofereix Joomla!, és a dir, la tecnologia base que s’ha escollit per a implementar el siste-
ma. 
El primer avantatge favorable de Joomla! respecte a la seguretat és la seva ACL 
(Acccess Control List). Aquesta ACL està dissenyada amb una flexibilitat suficient com 
a ser capaç de crear un nombre il·limitat de grups i nivells d’accés, i la habilitat 
d’assignar un usuari a múltiples grups i un o molts grups a un o més nivells d’accés. A 
més, l’ACL pot ser pensada com una divisió en dos sistemes completament diferents. 
Un sistema permet controlar quines coses de la pàgina poden veure el usuaris. L’altre 
controla quines coses poden fer els usuaris (qui pot fer què). 
Un altre punt de seguretat de Joomla! és que la capa FTP permet realitzar opera-
cions (com instal·lar extensions) sense haver de canviar el mode de tots els directoris i 
fitxers per a que siguin writeable per a tothom, fent l’administració del site més fàcil i 
incrementant la seguretat de la pàgina. 
Mencionar també que Joomla!, en ser un sistema de codi obert, com qualsevol 
programa d’aquest tipus, de seguida que es detecta un bug al codi aquests solen ser pu-
blicats i arreglats tan aviat com és possible, sense haver d’esperar llargs cicles de vida 
com passa amb programaris privatius. 
Encara que Joomla! ofereixi aquetes security features i d’altres que no s’han 
mencionat, amb una web sempre és complicat estar 100% segur que s’és vulnerable 
perquè sempre hi ha gent que pot ser capaç de rompre qualsevol sistema de seguretat. 
Així, per exemple, el fet que Joomla! sigui codi obert hem comentat que té les seves 
avantatges, però també es pot dir que té els seus inconvenients posat que qualsevol ata-
cant podria estudiar el codi, fer proves en busca d’errors (encara que no sigui una tasca 
fàcil)  i explotar-los abans que aquestes siguin fixats a les webs basades en Joomla!. 
Així doncs, sempre és recomanable i bo la tendència a tindre un site basat en un 
gestor de continguts actualitzat a la última versió per a que erros coneguts siguin soluci-
onats el més aviat possible. 
Un altre punt a tindre en compte és com un administrador fa servir Joomla! i 
quines configuracions pren. Així, si per exemple no es fa una bona selecció o divisió 
d’usuaris en grups, això pot desencadenar vulnerabilitats. De la mateixa manera, si 
l’administrador del web decideix modificar els fitxers on s’instal·la Joomla! pot ocasio-
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nar punts febles. Però tot això ja és més intrínsec a la utilització que al propi Joomla! en 
sí. 
Finalment mencionar que amb Joomla!, com en molts altres gestors de contin-
guts, també es poden afegir noves funcionalitats a través d’extensions. Aquestes exten-
sions no tenen perquè ser fiables i podrien ocasionar vertarders destroços a una web en 
producció. 
Per tant, molts de cops la seguretat del sistema no va tant lligat al gestor de con-
tinguts sinó a la utilització que se’n fa d’aquest. 
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4. Especificació 
 
 En aquest capítol es fa referència a l’especificació del projecte. Per a fer 
l’especificació s’ha fet servir UML (Unified Modeling Language) el qual és el llenguat-
ge de modelat de sistemes de software més conegut i utilitzat a l’actualitat. 
 En concret, es detallaran els següents diagrames: model de casos d’ús, model 
lògic-conceptual de dades i diagrames d’estat de les entitats més rellevants del sistema. 
A més, es detallaran les restriccions d’integritat de la base de dades i es farà una especi-
ficació visual del tipus de pantalles desitjables en el sistema. 
  
  
  
4.1 Model de casos d’ús  
 
A enginyeria del software i de sistemes, un cas d’ús és una llista de passos, típi-
cament definint interaccions entre un rol (conegut en UML com un “actor”) i un siste-
ma, per a aconseguir un objectiu. Normalment s’utilitzen per descriure com els usuaris 
realitzarien diverses funcions usant el sistema i, per tant, formen una part essencial del 
procés de desenvolupament. 
Els actors que es mostren al llarg dels diversos casos d’ús d’aquest projecte són 
els següents: SuperAdministrador, Administrador, Secretària, Professor, Registrat i Pú-
blic. Els tres primers són els usuaris encarregats de la gestió i administració del sistema 
i generalment només s’autenticaran a la part administrativa d’aquest (backend). Per con-
tra, els actors Professors, Registrats i Públics seran els usuaris que s’autenticaran a la 
part del davant del sistema (frontend) i realitzaran tot tipus de peticions. 
Així doncs, a continuació es mostren quatre dels casos d’ús més rellevants del 
sistema i la resta resta detallat a l’Apèndix A del document. 
 
 
Proposta 
acceptada
Públic Obert Tancat
Obert i 
actiu
Tancat i 
actiu
validar <admin>
redefinir <admin>
publicar <admin>
despublicar <admin>
obrir <admin>
tancar <admin>
obrir <admin>
activar <admin>
activar <admin>
tancar <admin>
obrir <admin>
finalitzar <admin>
finalitzar <admin>
X
X
anul.lar <admin>
anul.lar <admin>
eliminar <admin>
Proposta
Finalitzat
eliminar <admin>
eliminar <admin>
redefinir <admin>
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4.2 Model lògic-conceptual de dades  
 
Un diagrama de classes és un tipus de diagrama estàtic que descriu l'estructura 
d'un sistema mostrant les seves classes, atributs i les relacions entre ells. Els diagrames 
de classes són utilitzats durant el procés d’especificació dels sistemes, on es crea el dis-
seny conceptual de la informació que es manegarà en el sistema, i les entitats que s'en-
carregaran del funcionament i les relacions entre unes i altres. 
Al següent diagrama es pot veure una foto global de les 25 entitats (i les seves 
relacions) que composen el projecte, dues de les quals (els usuaris i els grups) són enti-
tats que ja venien amb Joomla!. La resta són les aportades pel projecte i les que s’han 
integrat amb la resta del sistema. A continuació es mostren tres versions del diagrama, 
una sense atributs, una segona amb atributs i una tercera que mapeja les entitats amb les 
àrees globals identificades al capítol dedicat a l’anàlisi. 
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Usuaris 
Professors 
Temes 
Tallers 
Sales 
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4.3 Diagrames d'estat  
 
Els diagrames d’estats serveixen per a especificar els diversos estats pels quals 
poden passar les entitats durant to el seu cicle de vida i les corresponents accions que 
fan que una entitat passi d’un estat a un altre (anomenades transicions). 
 
Així doncs, per a aquest projecte s’ha especificat el diagrama per a tres de les 
entitats de més rellevància dintre del sistema, que són: els tallers, les sessions i les ins-
cripcions. Els estats pels quals pot passar un taller seran: 
Proposta: un taller es troba en aquest estat mentre s’estiguin definint/redefinit els 
seus atributs. Durant aquest estat es pot realitzar la generació automàtica de sessions. 
Proposta Acceptada: un taller es troba en aquest estat si els seus atributs han es-
tat validats. 
Públic: si un taller es troba en aquest estat vol dir que és visible al frontend. 
Obert: si un taller es troba en aquest estat implica que la gent es pot inscriure. 
Tancat: si un taller es troba en aquest estat implica que la gent no es pot inscriu-
re. 
Obert i Actiu: si un taller es troba en aquest estat vol dir que la gent es pot ins-
criure i a més vol dir que el taller es farà segur. 
Tancat i Actiu: si un taller es troba en aquest estat vol dir que la get no es pot 
inscriure però el taller es farà segur. 
Finalitzat: si un taller es troba en aquest estat vol dir que ja s’ha finalitzat. 
A  més de l’estat públic endavant, hi ha un subconjunt dels atributs no editable. 
 
 
 
 
 
 
 
 
 
 
 
34 
 
 
Diagrama d’estats de l’entitat Taller 
 
 
 
Proposta 
acceptada
Públic Obert Tancat
Obert i 
actiu
Tancat i 
actiu
validar <admin>
redefinir <admin>
publicar <admin>
despublicar <admin>
obrir <admin>
tancar <admin>
obrir <admin>
activar <admin>
activar <admin>
tancar <admin>
obrir <admin>
finalitzar <admin>
finalitzar <admin>
X
X
anul.lar <admin>
anul.lar <admin>
eliminar <admin>
Proposta
Finalitzat
eliminar <admin>
eliminar <admin>
redefinir <admin>
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Així doncs, observant el diagrama es pot veure com un taller inicia el seu cicle 
de vida en l’estat Proposta. Com s’ha comentat, el taller roman en aquest estat mentre 
s’està editant. A més, en aquest estat es pot fer la generació de les sessions associades a 
aquest taller. La transició que fa saltar al següent estat és validar. Un cop a l’estat Pro-
posta Acceptada, el taller roman esperant que succeeixin un d’aquests dos esdeveni-
ments: redefinir o publicar. Si es redefineix el taller vol dir que es vol reeditar un sub-
conjunt dels atributs. Per contra, si es decideix publicar, aquest passa al següent estat, 
Públic, amb l’efecte colateral de que el taller serà visible al frontend del nostre sistema. 
Un cop publicat, tornem a tenir dues opcions: obrir o despublicar. Si es despublica tor-
nem a l’estat anterior, on el taller no era visible al frontend, mentre que si l’obrim, im-
plica que entrem a l’estat Obert, amb l’efecte colateral de que la gent es pot inscriure. 
Poc a poc es pot anar comprovant la utilitat de fer un diagrama d’estats per a una entitat 
complexa, flexibilitzant així als gestors del programa el control sobre el propi taller, 
sobre la visibilitat d’aquest i sobre què pot fer la gent respecte a ell. D’aquesta manera, 
continuant amb l’explicació, tenim una nova bifurcació: tancar o activar. Si l’activem 
vol dir que el taller passa a l’estat Obert i Activat, que vol dir que la gent continua po-
dent-se inscriure i a més vol dir que el taller es farà segur i que les sessions associades 
queden reservades. Per a activar un taller, ja sigui un taller tancat o un taller obert, cal 
que es compleixin un seguit de condicions: 
1. El taller ha de tindre almenys un professor assignat per defecte. 
2. Les sessions del taller no es poden solapar entre elles ni amb altres sessions 
actives. 
3. Respecte als professors, no pot existir bilocació. Això vol dir que s’ha de 
comprovar que, per a tots els professors associats a totes les sessions del taller, no pot 
haver-hi cap que estigui al mateix temps assignat a dos llocs diferents. 
 La resta de recursos en aquest punt ja es donen per validats en estats anteriors, 
com el centre, la sala per defecte, el tema, el nivell, etc. Simètricament als estats Obert i 
Obert i Actiu tenim els estats Tancat i Tancat i Actiu. Cal mencionar que per a que un 
taller es pugui anul·lar, primer s’ha de tancar. Quan s’anul·la un taller, aquest passa a 
l’estat inicial d’edició Proposta, també amb alguns efectes colaterals: s’anul·len tant les 
sessions com les inscripcions associades al taller, amb el corresponent avís mitjançant 
correu electrònic a les persones involucrades en les inscripcions. Finalment, l’estat natu-
ral de finalització d’un taller és Finalitzat. S’arriba a aquest estat mitjançant la transició 
finalitzar que es pot donar quan un taller està actiu, ja sigui obert o tancat. L’efecte cola-
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teral d’arribar a aquest estat és que es finalitzen totes les sessions actives del taller. Per 
últim, afegir que per a eliminar definitivament un taller, aquest ha d’estar en un 
d’aquests estats: Proposta, Proposta Acceptada o Finalitzat. Si no es troba a un 
d’aquests estats, el sistema no deixa eliminar el taller. 
 
Diagrama d’estats de l’entitat Sessió 
 
 
 
 
El diagrama d’estats de l’entitat sessió és més senzill. Aquesta entitat passa no-
més per tres estats diferents durant tot el seu cicle de vida. Així, els estats d’una sessió 
són: 
Pre-sessió: si una sessió es troba aquí vol dir que no té una reserva feta. 
Activa: si una sessió es troba en aquest estat vol dir que una sessió té una reserva 
feta i encara no ha acabat. 
Finalitzada: si una sessió es troba en aquest estat vol dir que ja ha acabat (el 
temps actual és posterior al temps de final de sessió). 
Les transicions associades al diagrama d’estats d’aquesta entitat són: 
Activar: aquesta transició fa que una sessió passi d’estat Pre-Sessió a estat Acti-
va. aquesta transició només es pot produeix com a efecte colateral automàtic d’activar 
un taller. Per tant, qui realitza aquesta transició o qui dispara aquest esdeveniment és el 
sistema en aquest cas. 
Finalitzar: aquesta transició fa que una sessió passi d’estat Activa a estat Finalit-
zada. L’esdeveniment disparador d’aquesta transició pot ser o bé que un usuari adminis-
Pre-sessió Activa Finalitzada
activar <sistema> finalitzar <admin, sistema>
X
eliminar <admin>eliminar <admin>
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trador ho faci manualment, o bé que sigui l’efecte col·lateral de finalitzar un taller on 
totes les seves sessions actives passaran a estar finalitzades. 
Eliminar: una sessió pot ser eliminada definitivament si es troba en estat Pre-
Sessió o Finalitzada. 
 
Diagrama d’estats de l’entitat Inscripció 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Indefinida
Llista 
espera
Preinscrit
Anul.lada
Inscrit
Definida
redefinir <admin, registrat>
sol.licitar <admin, registrat>
redefinir <sistema>
preinscriure <sistema>
encuar <sistema>
encuar <sistema>
seleccionar <sistema>
inscriure <admin>
anul.lar <admin, registrat>
anul.lar <admin, registrat>
anul.lar <admin, registrat>
X
X
eliminar <admin>
eliminar <admin>
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El diagrama de les inscripció ve donat pel següent conjunt d’estats i transicions: 
Indefinida: trobar-se en aquest estat vol dir que encara s’està editant, és a dir, 
s’estan escollint els camps com ara a quin taller s’inscriu, qui s’hi inscriu, si és una ins-
cripció doble o individual, amb quin rol s’inscriu (si aplica), etc. Mentre s’està editant, 
la transició associada és redefinir. Aquesta tasca la poden fer els administradors per a 
tots els usuaris o els usuaris registrats per a les seves pròpies inscripcions. Un cop es 
decideixen els camps, els administradors o els usuaris registrats sol·liciten la inscripció.  
Definida: estat transitori al qual s’arriba quan es sol·licita una inscripció. Si una 
inscripció es troba en aquest estat vol dir que s’està validant (comprovar que tots els 
camps són correctes) i s’està prenent la decisió de si la inscripció tornar a passar a Inde-
finida, si passa a Preinscrit o si passa a Llista d’espera. Si els camps no són correctes es 
retorna a Indefinida. Si són correctes, es decideix segons el següent algorisme: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Taller per 
parelles
Inscripció 
individual
Inscripció 
individual
Places lliures 
>= 1
Places lliures 
>= 2
Places lliures 
>= 1
sí
no
sí
no
ratio’ ∈ [0..ε]
sí
Preinscrit
Llista 
espera
sí
no
Llista 
espera
no
Preinscrit
sí
Llista 
espera
no
Preinscrit
sí
Llista 
espera
no
sí
Forçar 
individual
no
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De l’algorisme anterior cal destacar la part que decideix si el ratio prima satisfà 
les restriccions de desviació. Per a explicar-ho millor, introduïm i expliquem els se-
güents elements que participen en la decisió: 
 
 
 
 
 
 
 
 
 
 
 
 
 
Continuant amb el diagrama d’estats de l’entitat inscripció, passem a explicar la 
transició inscriure. Aquesta transició el que fa es canviar l’estat de la inscripció de 
Preinscrit a Inscrit. Aquesta transició només pot ser executada per un administrador. En 
executar-la, el sistema comprova que el preu pagat sigui igual o més gran que el total 
esperat a pagar per a inscriure’s al taller corresponent. Tret de la comprovació del pa-
gament, l’algorisme a seguir per a veure si algú es pot inscriure és el mateix que es se-
gueix quan es sol·licita una inscripció. 
Al diagrama es pot veure com existeix un altre últim estat, anomenat Anul·lada 
que, com el seu nom indica, vol dir que la inscripció s’ha anul·lat. Anul·lar una inscrip-
ció ho pot fer tant els usuaris registrats (les seves inscripcions) com els administradors 
(les inscripcions de tothom). Cal mencionar que cada cop que es produeix que o bé una 
inscripció passa a Inscrit com a Anul·lat, el sistema dispara un algorisme de reorganit-
zació de les inscripcions que es troben en els estats Preinscrit i Llista espera. Aquest 
algorisme és el següent: 
Si no queden places lliures, totes les inscripcions en  estat Preinscrit passen a 
Llista espera (transició encuar). Si sí que queden places lliures, per a cada inscripció en 
Preinscrit i per a cada inscripció en Llista espera es torna a aplicar l’algorisme de 
sol·licitud per veure dels Preinscrits qui s’ha d’encolar, i qui dels que estan en Llista 
espera són seleccionats. 
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Cal mencionar que cada cop que una inscripció es canvia d’un estat a un altre, 
tots els integrants assignats a aquella inscripció són avisats mitjançant un correu elec-
trònic del canvi d’estat de la seva inscripció i, si aplica, les instruccions a seguir per al 
nou estat. D’aquesta manera, els usuaris no han d’estar fent polling constantment de 
l’estat de la seva inscripció, sinó que són avisats, fent més còmode així la interacció 
amb el sistema. 
Finalment, hi ha dues maneres d’eliminar definitivament una inscripció. Tant en 
l’una com en l’altre, qui elimina definitivament la inscripció sempre és un usuari admi-
nistrador. Per a fer-ho, només cal que la inscripció es trobi en un d’aquests dos estats: 
Indefinida o Anul·lada. 
Amb aquest diagrama es finalitza l’especificació dels tres diagrames d’estats 
principals del sistema, donant pas al capítol dedicat a les restriccions d’integritat. 
 
4.4 Restriccions d'integritat  
 
Les restriccions d’integritat són utilitzades per a assegurar que les dades en una 
base de dades relacional siguin acurades i consistents. La integritat de les dades és ma-
negada a una base de dades relacional a través del concepte d’integritat referencial.  
Un cop repassat el background sobre aquest tema, es llisten a continuació  les 
restriccions d’integritat per al sistema d’aquest projecte: 
 
 El nom d'una entitat ha de ser únic. 
 Tots els centres han d'estar assignats a una entitat. 
 Un centre no pot pertànyer a més d'una entitat. 
 El nom d'un centre ha de ser únic dintre de l'entitat a la qual pertany. 
 El codi d'un centre ha de ser únic dintre de l'entitat a la qual pertany. 
 Totes les sales han d'estar assignades a un centre. 
 Una sala no pot estar assignada a més d'un centre. 
 El nom d'una sala ha de ser únic dintre del centre no es troba. 
 El nom d'un tema ha de ser únic. 
 El codi d'un tema ha de ser únic. 
 Tots els temes han d'estar regits per una escala de nivells. 
 Un tema només pot estar regit per una escala de nivells. 
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 El nom d'una escala de nivells ha de ser únic. 
 El nom d'un nivell ha de ser únic. 
 El codi d'un nivell ha de ser únic. 
 Tots els nivells que composen una escala de nivells han de tindre valors diferents. 
 El nom d'una comunitat de temes ha de ser únic. 
 Un professor només pot tindre una categoria respecte a un mateix tema. 
 El nom d'una divisa ha de ser únic. 
 Tots els tallers han de tindre un centre per defecte. 
 Un taller només pot tindre un centre per defecte. 
 Tots els tallers han de tindre una sala per defecte. 
 Un taller només pot tindre una sala per defecte. 
 El nivell d'un taller ha de pertànyer a l'escala per la qual es regeix el tema escollit. 
 La data d'inici de les inscripcions ha de ser anterior a la data de fi de les inscripci-
ons. 
 La data d'inici de les inscripcions ha de ser anterior a la data d'inici del taller. 
 L'any de fi de temporada del taller ha de ser l'any d'inici de temporada més un. 
 Per eliminar un taller s’ha de trobar a: Proposta, Proposta Acceptada o Finalitzat. 
 Un taller no pot tindre un mateix professor per defecte més d'un cop 
 Un professor per defecte assignat a un taller ha de tindre una categoria validada en 
el tema del taller. 
 El rol d'un professor per defecte assignat a un taller ha de ser igual o superior a la 
categoria validada. 
 L'hora d'inici d'una sessió ha de ser anterior a l'hora de fi d'aquella sessió. 
 Una sessió no pot tindre un mateix professor assignat més d'un cop. 
 El rol d'un professor assignat a una sessió ha de ser igual o superior a la categoria 
validada. 
 Tot taller en estat actiu endavant ha de tindre almenys una sessió. 
 Totes les sessions d'un taller actiu endavant han de tindre almenys un professor as-
signat. 
 No poden haver sessions actives que s'executin a la mateixa sala i es solapin. 
 Un professor assignat a una sessió activa no pot estar assignat a una altra sessió ac-
tiva si aquestes es solapen temporalment (bilocació). 
 Un usuari no pot estar inscrit més d'un cop a un mateix taller. 
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 Una inscripció només pot ser doble si el taller al qual s'inscriu és per parelles. 
 Un usuari i el seu company no poden ser la mateixa persona. 
 Per a sol·licitar una inscripció a un taller, aquest no pot estar en cap d'aquests estats: 
Proposta, Propsota Acceptada ni Finalitzat. 
 Una inscripció no es pot fer plenament efectiva si no s'ha fet el total del pagament. 
 Una inscripció no es pot fer plenament efectiva si el taller no es troba obert. 
 Per tal d'eliminar les inscripcions, aquestes s'han de trobar en un d’aquests estats: 
Indefinida o Anul·lada. 
 
4.5 Especificació de les pantalles  
 
 A continuació es posa una petita especificació visual de com  haurien de ser les 
pantalles a la part d’administració. La primera mostra com s’hauria de veure una vista 
que mostrés el llistat de registres d’una entitat. La segona mostra com s’hauria de veure 
una vista que mostrés l’edició o la creació d’un nou registre per a una certa entitat. 
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5. Implementació 
 
En aquest punt es pretén detallar el procés d’implementació. Primerament es farà 
una breu introducció sobre els tipus d’extensions que es poden desenvolupar sobre 
Joomla!, seguidament s’explicitarà com es desenvolupen components amb Joomla! i 
finalment es detallaran les extensions desenvolupades per a aquest projecte. 
Així, una extensió de Joomla! és qualsevol cosa que amplia la funcionalitat de 
Joomla! més enllà del seu nucli. Hi ha tres tipus principals d’extensions: components, 
mòduls i plugins. També hi ha llenguatges i templates, però aquests només es dissenyen 
per a modificar la sortida de les pàgines, independentment de les dades que s’estan mos-
trant. 
 Les extensions es distribueixen en un fitxer arxiu que agrupa els fitxers que 
composen l’extensió. Entre aquests fitxers hi ha un d’especial que se’n diu XML mani-
fest file el qual descriu l’extensió. És a través d’aquest fitxer com Joomla! és capaç de 
determinar quin tipus d’extensió és, com s’anomena, quins fitxers inclou i quins proce-
diments  d’instal·lació requereix. 
 
Components: 
 
 Els components són indubtablement el tipus d’extensió fonamental de Joomla!. 
Sempre que Joomla! és invocat un component és cridat. Al contrari que altres extensi-
ons, la sortida creada per un component és mostrada a l’àrea principal de continguts. Ja 
que els components són les extensions més fonamentals, generalment són també les més 
complexes. 
A part de mostrar la sortida de les dades d’un component com a part d’una pàgi-
na XHTML, també es pot mostrar les dades d’un component com documents Feeds, 
PDF y RAW. 
Molts components tendeixen a incloure, i de vegades requerir, extensions addi-
cionals per tal que es comportin com és esperat. Quan es creen els nostres components 
normalment és una bona pràctica afegir comentaris al nostre codi, habilitant altres pos-
sibles components millorar fàcilment el nostre component més enllà de la seva funcio-
nalitat bàsica. 
 
45 
 
Mòduls: 
 
 Els mòduls s’usen per a mostrar petits trossos de contingut, normalment a 
l’esquerra, dreta, dalt o baix d’una pàgina renderitzada. Hi ha un nombre de mòduls del 
nucli dels quals un s’hi pot familiaritzar ràpidament, per exemple els mòduls de menús. 
 
Plugins: 
 
 Hi ha diversos tipus de plugins, cadascun dels quals pot ser usat de manera dife-
rent; encara i així, la majoria dels plugins són de resposta a esdeveniments. Els plugins 
poden associar funcions d’observació i classes per a esdeveniments específics que 
Joomla! pot llançar usant el dispatcher d’esdeveniments global. 
 Aquests són els diferents tipus de plugins que el nucli ens ofereix: authenticati-
on, content, editors, editors-xtd, search, system, user, xmlrpc. 
 A més dels tipus de plugins del nucli nosaltres podem definir els nostres tipus 
propis. Molts components n’ usen els seus propis per fer front amb els seus propis esde-
veniments. 
 Joomla! a més té suport multilingüe, el qual ens permet presentar Joomla! en 
llengües diferents. Les extensions de tipus llengua inclouen fitxers que defineixen cade-
nes de caràcters traduïdes per a diferents parts de Joomla!. 
 Finalment, s’usen els templates per a modificar l’aparença general de Joomla!. 
Hi ha dos tipus d’extensions de tipus template: site templates i admin templates. 
 La majoria dels llocs basats en Joomla! usen site templates fets a mida per a mo-
dificar l’aparença del frontend (allò que veu l’usuari final). Els Admin templates modifi-
quen l’aparença del backend (allò que veuen els administradors); aquests darrers són 
més inusuals. 
 
 
 
 
 
 
 
 
 
 
 
 
46 
 
5.1 Desenvolupament de components amb Joomla!  
 
5.1.1 Estructura de directoris  
 
 Desenvolupar components de Joomla! requereix una comprensió global de 
l’estructura de directoris. El següent arbre descriu els diferents directoris i els seus pro-
pòsits (els més importants) dintre d’una instal·lació de Joomla!: 
 
  
 
 
     Administrator: backend. 
     Cache: emmagatzematge cau dades frontend. 
 
 
     Components: instal·lació components frontend. 
     Images: emmagatzematge d’imatges i multimèdia. 
     Includes: fitxers requerits per l’aplicació frontend. 
 
     Language: traduccions frontend. 
     Libraries: biblioteques que poden ser importades. 
     
     Logs: fitxers de log. 
     Media: extracció temporal de fitxers. 
     Modules: mòduls del frontend. 
 
     Plugins: plugins, no només frontend o backend. 
     Templates: templates del frontend. 
     Tmp: extracció temporal durant instal·lacions. 
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Dintre del directori administrator, ens trobem aquest arbre de directoris: 
 
 
 
 
     
     Cache: emmagatzematge cau dades backend. 
     Components: instal·lació components backend. 
     Help: ajuda de Joomla! 
    
     Includes: fitxers requerits per aplicació backend. 
     Language: traduccions backend. 
 
 
     Modules: mòduls backend. 
     Templates: templates backend. 
 
 
 
  
Un cop revisada l’estructura de directoris d’una instal·lació de Joomla!, mostra-
rem l’estructura de directoris típica d’un component exemple com_exemples: 
 com_exemples/ 
 |____ admin/   
 |____ media/ 
 |____ site/ 
 |____ exemples.xml 
 |____ script.php 
 
El directori admin/ conté tota la part del component que serà instal·lada a dintre 
de /var/www/pfc/administrator/components/, és a dir, als components del backend. 
El contingut del directori media/ conté imatges i altres fitxers multimèdia del 
nostre component. S’instal·larà a dintre de /var/www/pfc/media/com_examples/. 
El directori site/ conté tota la part del component que serà instal·lada a dintre 
de /var/www/pfc/components/, és a dir, als components del frontend. 
Després hi ha un fitxer XML molt important el qual hauria d’estar editat amb 
codificació UTF-8 i guardat amb el nom del component: exemples.xml. Aquest fitxer 
se’n diu XML manifest file i és un fitxer encarregat de detallar tot allò que l’instal·lador 
de Joomla! necessita saber sobre una extensió. 
Instal·lar, actualitzar o desinstal·lar un component pot requerir d’operacions ad-
dicionals que no poden ser aconseguides per les operacions bàsiques descrites al fitxer 
XML manifest file. Joomla! ofereix un nou enfoc per a solucionar aquest problema. 
Consisteix en l’ús d’un fitxer script.php que conté una classe amb cinc mètodes: 
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 preflight, install, update, uninstall i postflight. A conti-
nuació mostrarem el contingut d’un exemple de XML manifest file: 
 
<?xml version="1.0" encoding="utf-8"?> 
<extension type="component" version="2.5.4" method="upgrade"> 
   <name>COM_EXEMPLES</name> 
   <creationDate>October 2011</creationDate> 
   <author>Nom Exemple</author> 
   <authorEmail>exemples@exemples.com</authorEmail> 
   <authorUrl>http://www.examples.org</authorUrl> 
   <copyright>Copyright Info</copyright> 
   <license>License Info</license> 
   <version>0.0.1</version> 
   <description>COM_EXEMPLES_DESCRIPTION</description> 
   <scriptfile>script.php</scriptfile> 
   <install> 
<sql> 
  <file driver="mysql" charset="utf8"> sql/install.mysql.utf8.sql</file> 
 </sql> 
   </install> 
   <uninstall> 
 <sql> 
  <file driver="mysql" charset="utf8">sql/uninstall.mysql.utf8.sql</file> 
 </sql> 
   </uninstall> 
   <files folder="site"> 
 <filename>index.html</filename> 
 <filename>exemples.php</filename> 
 <filename>controller.php</filename> 
 <folder>views</folder> 
 <folder>models</folder> 
 <folder>language</folder> 
 <folder>controllers</folder> 
   </files> 
   <language folder="site"> 
 <language tag="en-GB">language/en-GB.com_exemples.ini</language> 
 <language tag="ca-ES">language/ca-ES.com_exemples.ini</language> 
 <language tag="es-ES">language/es-ES.com_exemples.ini</language>   
   </language> 
 
   <media destination="com_exemples" folder="media"> 
 <filename>index.html</filename> 
 <folder>images</folder> 
   </media> 
   <administration> 
 <menu>COM_EXEMPLES_MENU</menu>  
 <files folder="admin"> 
    <filename>index.html</filename> 
    <filename>exemples.php</filename> 
    <filename>controller.php</filename> 
    <filename>config.xml</filename> 
    <filename>access.xml</filename> 
    <folder>sql</folder> 
    <folder>tables</folder> 
    <folder>models</folder> 
    <folder>views</folder> 
    <folder>controllers</folder> 
    <folder>helpers</folder> 
 </files> 
 <languages folder="admin"> 
    <language tag="en-GB">language/en-GB/en-GB.com_exemples.ini</language> 
    <language tag="en-GB">language/en-GB/en-GB.com_exemples.sys.ini</language> 
    <language tag="es-ES">language/es-ES/es-ES.com_exemples.ini</language> 
    <language tag="es-ES">language/es-ES/es-ES.com_exemples.sys.ini</language> 
    <language tag="ca-ES">language/ca-ES/ca-ES.com_exemples.ini</language> 
    <language tag="ca-ES">language/ca-ES/ca-ES.com_exemples.sys.ini</language> 
 </languages> 
   </administration> 
</extension> 
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El nom del component s’usa per a identificar de manera unívoca el component. 
Quan es selecciona un nom de component, un s’ha d’assabentar que el nom no s’està 
usant per un altre component. 
Un cop s’ha muntat el XML manifest file, es pot crear un nou arxiu, que pot 
ser .zip, .tar, .gz, .tgz, .gzip, .bz2, .tbz2 o .bzip2 i afegir el contingut del directori  
com_exemples/ detallat anteriorment. Un cop s’ha creat aquest nou fitxer, ens podem 
dirigir a l’instal·lador d’extensions del backend de Joomla! i instal·lar-lo. L’instal·lador 
s’encarregarà de fer el parse del document i realitzarà una sèrie d’operacions com es-
brinar quin tipus d’extensió s’està instal·lant o si hi ha coherència entre els directoris i 
fitxers que es descriuen al XML manifest file i el contingut real del directori. Si tot és 
correcte la nostra extensió d’exemple ja estarà instal·lada. 
Per a acabar d’aprofundir una mica més en l’estructura de directoris d’un com-
ponent típic, es detalla a continuació un possible contingut del directori admin/ del 
nostre component d’exemple: 
 
com_exemples/ 
|____ admin/ 
| | 
... |____ controllers/ 
| |____ exemples.php 
| |____ exemple.php 
| |____ ... 
|____ helpers/ 
| |____ exemples.php 
| |____ ... 
|____ language/ 
| |____ en-GB/ 
| | |____ en-GB.com_examples.ini 
| | |____ en-GB.com_examples.sys.ini 
| | ... 
|____ models/ 
| |____ fields/ 
| |____ forms/ 
| | |____ examples.xml 
| |____ rules/ 
| |____ examples.php 
| |____ exemple.php 
|____ sql/ 
| |____ install.mysql.utf8.sql 
| |____ uninstall.mysql.utf8.sql 
|____ tables/ 
| |____ examples.php 
|____ views/ 
| |____ examples/ 
| | |____ tmpl/ 
| | | |____ default.php 
| | | |____ default_body.php 
| | | |____ default_head.php 
| | | |____ default_foot.php 
| | | |____ modal.php 
| | |____ view.html.php 
| |____ exemple/ 
|____ access.xml 
|____ config.xml 
|____ controller.php 
|____ index.html 
|____ exemples.php 
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Es detalla una mica per sobre què conté cada directori: 
controllers/ conté un fitxer per a cada sub-controller (no és necessari si no-
més s’usa el master controller.php. 
helpers/ conté fitxers amb mètodes d’ajuda que poden ser cridats des de qual-
sevol punt del component. Normalment s’usa per posar mètodes genèrics són invocats 
amb freqüència des de la resta del component. 
language/ conté un directori per a cada llengua de la qual es volen fer traduc-
cions de les cadenes de caràcters del component. 
models/ conté els models del component i tres subdirectoris: 
fields/ conté definicions i implementacions de camps propis, és a dir, camps 
que hem desenvolupat nosaltres i no són camps genèrics que ja venen en el nucli de 
Joomla!. A més, aquests camps propis poden ser classes heretades dels camps genèrics 
del nucli, aconseguint per exemple estendre la funcionalitat d’aquests. 
forms/ conté fitxers de declaració de formularis amb la definició de tots els 
camps del formulari. Els camps d’aquests formularis es poden agrupar en <fi-
eldsets>. 
rules/ conté un fitxer per a cada regla de validació de camps definida. Així, 
cada cop que es valida un formulari, el que fa Joomla! internament és anar a la definició 
del formulari i, per a cada camp, veure quina regla té associada. Llavors l’aplicació cer-
ca dintre d’aquest directori el nom de la regla i l’avalua. Si alguna de les regles retorna 
fals, el formulari no es dona per validat i es mostra, si està codificat, un missatge adient 
explicant perquè els camps que han fallat no són vàlids. 
sql/ conté els fitxers amb codi sql que són executats quan s’instal·la i quan es 
desinstal·la el component. Així per exemple a install.mysql.utf8.sql es podria 
definir el codi de creació des les taules associades a aquest component i a unins-
tall.mysql.utf8.sql el codi d’eliminació d’aquestes. 
tables/ conté un fitxer per a cada taula del component. Cadascun d’aquests 
fitxers té una classe que estén la classe genèrica JTable(). D’aquesta manera es pot 
usar aquestes classes esteses per a manegar les operacions amb taules d’una manera més 
fàcil i eficient, fent servir els mètodes que ens ofereix la classe genèrica pare. Aquests 
mètodes poden servir per a guardar, modificar o eliminar registres o associar formularis 
bind(), entre d’altres. 
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views/ conté un subdirectori amb el nom de cada vista. Per exemple, en aquest 
cas tenim un subdirectori anomenat examples/. Aquest, alhora, conté un fitxer 
view.html.php perquè el format de la vista d’aquest cas és html, però si fos format pdf 
o raw s’anomenaria view.pdf.php i view.raw.php respectivament. Aquest fitxer el 
que fa és estendre la classe JView()i definir mètodes de la vista. Per exemple típic 
d’una vista és el mètode display()el qual fa dues tasques principals. La primera és 
agafar les dades dels models i la segona és mostrar el que s’hagi definit a dintre del di-
rectori tmpl/ (de templates). tmpl/ conté els templates d’aquesta vista. Així, en aquest 
exemple es pot veure el fitxer default.php que el que podria fer és alhora invocar als 
fitxers default_head.php per a mostrar les capçaleres d’un llistat de registres, de-
fault_body.php per a mostrar el contingut dels registres (normalment files de taules o 
items) i default_foot.php per a mostrar la part encarregada de la paginació dels re-
gistres (poden haver-hi molts). modal.php podria ser un altre template que contingui un 
altre manera diferent de mostrar les mateixes dades i podria ser cridat des d’altres com-
ponents. Així, per exemple, quan s’instal·la Joomla! hi ha un component per a manegar 
usuaris que té una vista users/ que alhora té un template modal.php. Aquest templa-
te s’ha usat per a seleccionar usuaris des d’altres components. 
Cada component té el seu propi ACL (Access Control List). Aquesta pot ser des-
crita al fitxer access.xml localitzat a l’arrel del directori admin/. 
El framework de Joomla! ens permet usar paràmetres guardats a cada compo-
nent. Aquests paràmetres es poden descriure al fitxer admin/config.xml. Aquest fit-
xer és llegit pel component com_config del nucli. Aquests paràmetres s’usen habitual-
ment com a variables globals del component. Per exemple, al nostre sistema aquest fit-
xer s’ha usat al component que manega amb els tallers per a definir una variable global 
per a escollir la desviació del ratio per als tallers. 
admin/exemples.php és el fitxer que serveix com a punt d’entrada al compo-
nent quan és accedit des de el backend. Joomla! dona llibertat per a seguir o no el patró 
de disseny MVC. Això vol dir que el nostre component podria estar perfectament codi-
ficat tot junt en aquest fitxer i podria funcionar sense problemes. Això, a la llarga, no és 
recomanable i és millor dividir el codi acomodant-lo en aquesta estructura organitzativa 
de directoris. El contingut d’aquest fitxer d’entrada és bastant similar i estàtic en tots els 
components. Bàsicament realitza quatre tasques destacades: importar la biblioteca con-
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troller del nucli, agafar una instància d’un controller del propi component, executar la 
tasca requerida i redirigir el navegador si així s’ha especificat. 
Finalment ens trobem amb el fitxer admin/controller.php. Aquest fitxer és 
el master controller del component. És una subclasse directa de JController(). Per 
contra, els controllers que hi ha sota admin/controllers/ es diu que són subcontro-
llers i són subclasses de o bé JControllerAdmin()o bé JControllerForm(). El mas-
ter controller només és responsable de la tasca display()que és la tasca per defecte de 
JController(). Una explicació més detallada es farà al següent capítol on s’expliqui 
el patró de disseny posat que la finalitat d’aquest era detallar l’estructura de directoris. 
 
5.1.2 Patró arquitectònic MVC  
 
 Una extensió de Joomla! usualment atén múltiples tipus d’usuaris i diferents 
interfícies. El següent diagrama descriu com dos usuaris diferents poden accedir al ma-
teix sistema: 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Sense el patró de disseny MVC (Model-View-Controller), o una solució similar, 
probablement acabaríem duplicant grans porcions de codi per a mostrar les vistes 
HTML i XML, cadascuna contenint elements específics a la vista. Això és extremada-
ment ineficient, requereix d’un manteniment intensiu, i és natural que acabin apareixent 
inconsistències entre les vistes. 
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El patró de disseny MVC ens permet crear codi que és independent de la interfí-
cie. Això s’aconsegueix separant l’accés a les dades, la presentació i la lògica de negoci. 
Separar això significa que podem modificar qualsevol part d’un component basat en 
MVC sense haver d’afectar altres parts del component. 
Hi ha tres parts diferenciades al patró de disseny MVC: el model, la vista i el 
controlador. El controlador i la vista poden ser conjuntament considerats com a part de 
la capa de presentació, mentre que el model pot ser considerat com una fusió entre la 
capa de la lògica de l’aplicació i la capa d’accés a les dades. 
Existeix un patró similar al MVC anomenat arquitectura de tres capes. És impor-
tant no confondre’ls.  L’arquitectura de tres capes està més centrat en la capa de dades; 
el patró de disseny MVC posa el focus més en la capa de presentació. És possible que 
ens trobem usant una combinació dels dos. Es pot trobar molta informació fàcilment 
relativa a l’arquitectura de tres capes si es volgués aprofundir en el tema. 
Cada part del MVC es representa en Joomla! per una classe abstracta: JModel, 
JView i JController. Aquestes classes es localitzen a la biblioteca joom-
la.application.component. Originalment MVC va ser desenvolupat per a mapejar 
els següents rols d’una arquitectura lògica i tradicional de GUI (General User Interfa-
ce): entrada, processament, sortida. Els següents diagrames mostren gràficament aquest 
mapeig: 
 
 
 
 
     entrada            controller  
 
         process.                       model          
 
 
          sortida 
                   view                 template     
       
 
 
 
El model és la part del component que encapsula les dades de l’aplicació. Nor-
malment proporciona mètodes per a manipular i gestionar aquestes dades d’una manera 
significativa en adició a les rutines fetes a mida per a recuperar les dades. En general, el 
model proporciona mètodes per a realitzar les tasques CRUD (Create, Read, Update, 
Delete). Generalment, la tècnica d’accés a les dades subjacent ha de ser encapsulat en el 
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model. D’aquesta manera, si una aplicació es mou d’un sistema que utilitza un fitxer pla 
per a emmagatzemar la informació a un sistema que utilitza una base de dades, el model 
és l’únic element que s’hauria de modificar, no les vistes ni els controladors. 
La vista és la part del component que és usada per a renderitzar les dades del 
model de tal manera que faci viable una possible interacció amb els usuaris. Per a una 
aplicació basada en la web, les vistes generalment seran un fitxer HTML que serà retor-
nat als usuaris. La vista extreu les dades del model (el qual és passat a aquesta pel con-
trolador) i alimenta amb aquestes dades un template que serà presentat a l’usuari. La 
vista no modifica les dades en cap dels casos, només es dedica a mostrar les dades recu-
perades del model. 
El controlador és responsable de respondre a les accions dels usuaris. En el cas 
d’aplicacions web, les accions dels usuaris són (generalment) peticions web. El contro-
lador s’encarregarà de discernir quina petició està fent l’usuari i de respondre conse-
qüentment disparant el model per a manipular les dades apropiadament i passant el mo-
del a la vista. El controlador no mostra les dades en el model, només dispara mètodes en 
el model els quals modifiquen les dades i llavors passa el model a la vista la qual mostra 
les dades. 
A part del model, la vista i el controlador, un petit cercle s’ha dibuixat a l’entrada 
del component. Aquest cercle representa el punt d’entrada al component. Aquest punt 
d’entrada és el fitxer .php amb el nom del component que es situa al directori arrel del 
nostre component i que s’ha explicat a l’estructura de directoris. 
Aquest petit cercle completa el diagrama mental mínim que un desenvolupador 
ha de tindre per a poder codificar components d’aquest tipus. 
Per tal de construir un model, es necessita determinar el nom d’aquest. Per tal de 
fer funcionar MVC com és esperat, es segueix una convenció de nom: el nom del com-
ponent concatenat amb la paraula Model i concatenat amb el nom de l’entitat. El model 
s’ha de codificar en un fitxer localitzat al directori models/. 
Així, per exemple, imaginem que anéssim a crear un model per al component 
‘Exemples’ i la entitat de les dades s’anomenés ‘Persones’. El nom de la classe del mo-
del seria ExemplesModelPersones i es trobaria a dintre de models/persones.php. 
Totes les classes de models són subclasses de la classe abstracta JModel. El se-
güent exemple mostra una implementació molt bàsica de ExemplesModelPersones. 
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// assegurar un punt d’entrada vàlid 
defined (_JEXEC) or die(‘Restricted Access’); 
 
// importar la classe JModel 
jimport(‘joomla.application.comopnent.model’);  
 
/** 
* Model Persones 
*/ 
class ExemplesModelPersones extends JModel 
{ 
} 
 
Aquesta classe és tan bàsica que no té mètodes, però serveix per veure com 
s’importa una biblioteca i la convenció de noms. 
A part d’això, és bàsic saber que s’usen un tipus de mètodes especials prefixats 
amb la paraula get per a recavar dades dels models. Per exemple imaginem que la vista 
associada a aquest model volgués renderitzar la informació d’una persona. Llavors hau-
ria d’invocar a un mètode del model que hauria d’estar implementat amb de la següent 
forma getPersona() i a la vista s’invocaria d’aquesta altra: get(‘Persona’). 
  Finalment, per tal de completar aquesta petita idea de com construir models, 
hem comentat abans que aquests, a part de recavar informació, també la modifiquen. Per 
a fer aquestes tasques, és molt usual que els models invoquin una instància de la sub-
classe de JTable definida sota admin/tables/. Aquesta instància pot facilitar molt 
les tasques de modificació de registres. 
 Per a la construcció de vistes, convé recordar de l’estructura de directoris que 
cada vista té el seu directori localitzat a dintre del directori views/. Sota aquest direc-
tori es defineix un fitxer diferent per a cada tipus de document diferent que la vista hau-
rà de ser capaç de suportar, per exemple feed, html, pdf o raw. Si es defineix una vista 
per a un document de tipus html, es necessitarà també crear un subdirectori 
views/tmpl/ el qual albergarà html templates per a renderitzar la vista. 
 Abans de començar amb algun exemple de classe de tipus view, es necessita 
determinar el nom de la classe. Igual que amb els models, per tal que el MVC funcioni 
com és esperat, es segueix una convenció especial de nom: el nom del component con-
catenat amb la paraula View i concatenat amb el nom de la vista. La classe és guardada 
en un fitxer anomenat views/view.{feed,html,pdf,raw,...}.php. 
 Imaginem que anem a crear una vista de tipus html per al component ‘Exemples’ 
per a veure l’entitat ‘Persones’. El nom de la classe seria ExemplesViewPersones i 
estaria localitzada a dintre d’ un fitxer anomenat view.html.php al directori 
views/persones/. 
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 Totes les classes de tipus view estenen la classe abstracta JView. Aquest exem-
ple mostra una implementació molt bàsica de la classe ExemplesViewPersones: 
 
// assegurar un punt d’entrada vàlid 
defined (_JEXEC) or die(‘Restricted Access’); 
 
// importar la classe JView 
jimport(‘joomla.application.comopnent.view’);  
 
/** 
* Vista Persones 
*/ 
class ExemplesModelPersones extends JView 
{ 
/* 
* Renderitzar la vista 
*/ 
function display() 
{ 
 // Recavar dades del model 
 $this->dades = $this->get(‘Persona’); 
 
 // Mostrar la vista 
 parent::display(); 
} 
} 
 
El mètode més importat d’una vista és display(); aquest mètode ja està definit 
a la classe pare i és on tot el treball es realitza. S’interroga al model per les dades, per-
sonalitza el document i renderitza la vista. Poder és una mica confús com s’ha acabat 
fent referencia a un objecte de tipus ExemplesModelPersones i això és degut a que la 
nostra vista s’anomena ExemplesViewPersones i el controlador sabria que aquestes 
dues classes es relacionen una amb l’altra (les dues s’anomenen Persones). Finalment 
mencionar que quan es recaven les dades del model, aquestes dades s’assignen a un 
atribut propi de la vista, facilitant així que els templates hi puguin accedir. 
Els controladors poden ser usats de múltiples maneres. El patró de disseny MVC 
pot insinuar que només es necessita un controlador; en realitat, pot ser molt útil imple-
mentar diversos controladors, un per a cada entitat. 
Els controladors estenen la classe abstracta JController, importada de la bi-
blioteca joomla.application.component.controller. Pot ser útil afegir una capa 
extra d’herència amb una classe de controlador abstracta; això dóna un sentit particular 
si usem múltiples controladors els quals usen mètodes comuns. Els controladors usen 
tasques, cadenes de caràcters, per a identificar quina és l’acció a realitzar. A dintre del 
controlador, hi ha un tasca de mapeig, usada per a mapejar noms de tasques amb mèto-
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des. Quan s’instancia un controlador, la tasca de mapeig és automàticament poblada 
amb noms de tasques i mètodes. 
Si tinguéssim una subclasse de JController amb tres mètodes, foo(), bar() 
i _baz(),la nostra tasca de mapeig es semblaria a això: 
 
Tasca Mètode 
foo foo() 
bar bar() 
 
Es pot notar que el mètode _baz()no està inclòs; això és degut que és un mètode 
privat, ja que és denotat amb un guió baix al principi del nom. La tasca de mapeig usa 
una relació molts-a-un: es poden definir moltes tasques amb un mètode. Per a afegir 
entrades addicionals a la tasca de mapeig es pot usar el mètode registerTask(). A 
dintre de JController hi ha un mètode especial anomenat execute(). Aquest mètode 
s’usa per a executar una tasca. Per exemple, si es volgués executar la tasca foo, ho po-
dríem fer d’aquesta manera: 
 
$controller->execute(‘foo’); 
 
Al contrari que amb els models i les vistes no hi ha convencions de no m especí-
fiques que hagin de ser adherides per a definir classes de tipus controlador. Els compo-
nents del nucli tendeixen a usar el format: nom del component concatenat amb la parau-
la ‘Controller’ i opcionalment concatenat amb el nom de l’entitat. 
A partir de la versió 1.6 de Joomla! s’han afegit dues subclasses al nucli. Aques-
tes classes són JControllerAdmin i JControllerForm. Si per exemple es mira al 
codi de backend del component com_content del nucli, es poden trobar classes de con-
troladors situats a dos llocs: al directori arrel i al directori controllers/. Al directori 
arrel hi ha un fitxer anomenat controller.php que és el controlador mestre. És una 
subclasse de  JController. Al directori controllers/ hi ha molts fitxers anomenats 
d’acord amb les entitats dintre del component, per exemple article i articles. Aquests 
controladors són subclasses o de JControllerAdmin o de JControllerForm. 
El controlador mestre només és responsable de la tasca display() la qual és la 
tasca per defecte de JController. Si es visualitza el contingut de 
com_content/content.php (fitxer d’entrada del component) hi ha un lloc on el mèto-
de JController::getInstance s’invoca i només se li passa per paràmetre el nom del 
component. JController usa la variable task (recollida de la petició) per a determi-
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nar quina classe de controlador s’ha de carregar. Si la variable conté un punt (.), llavors 
s’assumeix que aquesta variable està formada amb la següent sintaxi: controlador.tasca 
o controlador.mètode. Com sabem, la variable task especifica quin mètode del contro-
lador s’ha d’executar. Llavors en aquest cas el que es fa és cercar la classe del controla-
dor dintre del directori controllers/ i executar el mètode deduït del mapeig de la 
variable task. En canvi, si la variable no conté un punt (.),  JController carregarà el 
controlador mestre situat al directori arrel del component. Per a simplificar, ens referim 
als controladors dintre del directori controllers/ com controladors esclaus o subcon-
troladors i al controlador situat al directori arrel com controlador mestre. També es pot 
observar que al controlador mestre, una vista per defecte també és especificada. Si a la 
petició URL no hi ha una variable anomenada view, aquesta vista per defecte serà la que 
s’usarà. Per tant, es pot concloure que per a usar el controlador mestre s’ha d’especificar 
una variable anomenada view per a ser usada o sinó la vista per defecte serà la que es 
farà servir. Per contra, si es vol usar un controlador esclau s’ha d’especificar a través de 
la variable task amb la forma controller.task (controlador.mètode). 
Es pot categoritzar el mètode display()en dos tipus diferents: presentant una 
llista de registres (vista de llista) o mostrant una informació detallada d’un registre en 
concret (form d’edició). Si per exemple mirem dintre de la vista articles del component 
com_content, el qual mostra una llista de registres a l’usuari, es pot observar que alguns 
botons són afegits a una barra d’eines d’acord amb els permisos de l’usuari. 
/administrator/components/com_content/views/articles/view.html.php: 
 
... 
protected function addToolbar() 
{ 
   ... 
 if (($canDo->get('core.edit')) ||  
     ($canDo->get('core.edit.own'))) { 
       JToolBarHelper::editList('article.edit'); 
 } 
   ... 
} 
... 
 
Per exemple, per tal d’editar un article es faria mitjançant la seva selecció i pre-
ment el botó d’edició, el qual inicialitzaria la variable task amb article.edit. Això 
causaria que el controlador esclau article fos carregat i el mètode edit executat. 
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Si el nom d’una vista no està definit a la URL, s’usa la vista per defecte i 
s’executa la tasca per defecte display(). Això s’usa per a mostrar una llista de regis-
tres, per exemple: index.php?option=com_content. 
Si la vista és definida però no la tasca, el controlador mestre carrega la vista i 
executa la tasca per defecte. Això també s’usa per a mostrar una llista de registres, per 
exemple: index.php?option=com_content&view=articles. 
Finalment, si la vista és definida i la tasca també (però no amb el format de 
punt), el controlador mestre carrega la vista especificada i executa la tasca especificada. 
Aquest cas s’usa per a mostrar el formulari d’edició o per a presentar un registre de la 
llista a l’usuari: index.php?option=com_content&view=article&layout=edit. 
Quan el controlador mestre crea una vista, normalment carrega el model que té 
el mateix nom que la vista i associa el model a la vista. Llavors el mètode display()de 
la vista s’executa. 
Els subcontroladors maneguen les tasques CRUD. Per a tasques com ‘guardar’, 
‘eliminar’ o ‘publicar’ les quals clarament no necessiten d’una vista, el subcontrolador 
simplement ‘guarda’, ‘elimina’, etc. i redirigeix l’usuari un altre cop cap a la vista de 
llistat. Quan s’elimina, l’usuari ha de seleccionar al menys un item i normalment el nom 
del controlador en plural com “articles.delete” o “articles.publish_up”. Aquest subcon-
trollador normalment és heretat de JControllerAdmin el qual suprimeix per defecte la 
tasca display(). 
Respecte els altres tipus d’operacions CRUD, com afegir o editar, a primera vis-
ta els subcontroladors haurien de preparar les dades i presentar un formulari a l’usuari. 
Però si es mira els components del nucli no es fa així. Si es fa una ullada, seguint amb 
l’exemple, al subcontrolador ContentControllerArticle o a altres subcontroladors 
del nucli similars que s’encarreguen d’aquestes operacions, un se n’adona que aquests 
subcontroladors són sempre heretats de la classe JControllerForm. Però cap formulari 
és presentat a l’usuari en aquesta petició, sinó que el que fa realment el subcontrolador 
és guardar l’identificador del registre (l’article en aquest cas) a la sessió de l’usuari i 
estableix una redirecció cap el controlador mestre. Com s’ha explicat abans, com la vis-
ta no s’ha especificat, la tasca display()s’executa com a tasca per defecte. Llavors, per 
exemple la petició que rep el subcontroler podria contenir task=article.edit i 
cid[]=3 (cid és una variable que conté els identificadors dels registres seleccionats). 
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Llavors el subcontrolador es dedicaria simplement a guardar l’identificador 3 a 
la sessió de l’usuari i a crear una redirecció cap al controlador mestre del tipus: 
index.php?option=com_content&view=article&layout=edit 
 Fins aquí arriba aquesta petita explicació sobre les bases que s’han de tindre en 
compte per a desenvolupar components de tipus MVC amb Joomla!. Com s’ha pogut 
comprovar, hi ha molta informació i molts conceptes a tindre en compte i digerir tots 
aquests coneixements, saber-los aplicar i acomodar-los a les especificacions d’aquest 
sistema han estat uns punts claus durant el desenvolupament d’aquest projecte. Aquesta 
petita explicació (que no inclou molts altres detalls que s’han de tindre en compte) de-
mostra que és cert el que es comentava al capítol de l’aprenentatge de la tecnologia so-
bre el temps que es necessita invertir per assolir aquests coneixements. 
  
5.1.3 Restriccions tecnològiques del Joomla!  
 
 En aquest punt es pretén detallar alguns aspectes de la tecnologia que m’he anat 
trobant conforme començava amb la implementació i que han fet entorpir el flux natural 
d’aplicació o posta en pràctica de l’especificació del sistema. Amb alguns aspectes faig 
referència a desavantatges o restriccions tecnològiques no previstes que han fet que el 
temps planificat dedicat a la implementació es dilatés, posat que trobar solucions alter-
natives a aquestes restriccions inesperades ha estat una tasca feixuga i no sempre sim-
ple. Aquestes soluciones alternatives han portat en alguns casos a haver de refer algunes 
parts de l’especificació per tal de poder acomodar-la a la tecnologia i que sigui coherent 
amb aquesta.  
Altres cops s’ha hagut de tornar a implementar mètodes d’algunes classes que 
oferia la tecnologia posat que aquestes eren limitades en quant a que no estaven imple-
mentades de forma suficientment general com per a satisfer tots els casos possibles. En 
concret, les primeres restriccions que m’he trobat han estat que Joomla! no dóna suport 
per a manegar taules on la clau primària sigui composta i no només això, sinó que la 
clau no pot ésser un altre cosa que no sigui un enter i a més amb autoincrement. Això en 
què ha impactat en el pas de l’especificació a la implementació? Doncs ha impactat en 
què a la meva part de l’especificació on es detalla el diagrama d’entitats-relacions, alho-
ra de fer la transformació natural d’aquest diagrama a l’esquema de la base de dades, 
aquest esquema no es podia fer servir per a ser desenvolupat dintre de Joomla!. 
L’esquema inicial de la base de dades, derivat de la transformació natural que es 
sol fer a partir del diagrama ER, contenia precisament coses comuns en aquest tipus 
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d’esquemes com taules amb claus primàries compostes o claus primàries les quals el seu 
domini no era el dels nombres enters. Per exemple, és molt usual que si a un esquema 
ER es té una relació molts-molts, de la seva transformació natural sorgeixi una nova 
taula que tindrà com a clau primària la concatenació dels atributs de les claus primàries 
de les taules que formen les entitats de la relació. També era comú al meu esquema ini-
cial tenir taules on la clau primària, en comptes d’ésser un nombre, fos el nom d’aquella 
entitat. Per exemple tenia que el que identificava una entitat respecte una altra era el seu 
nom. Per què a les taules dels components de Joomla! no es pot implementar claus pri-
màries compostes ni claus primàries on el seu domini no sigui un enter amb autoincre-
ment? Primer de tot perquè a la classe JTable del nucli, la qual es fa servir força durant 
el desenvolupament de components, tant al mètode constructor com altres mètodes se li 
passa per paràmetre una clau primària que ha de ser un enter. A més si li passa només un 
paràmetre que representa un atribut de la taula, per tant no poden ser claus compostes. 
D’altra banda, altres mètodes que es fan servir als models i als controladors dels 
components, donen per suposat el mateix, que la clau primària no és composta i és de 
tipus enter i, si no és així, la sanititzen fent casting de tipus a tipus enter. Un d’aquests 
mètodes molt comuns als models és getItem(), usat per a agafar un registre individual. 
Poso el començament de la seva implementació al nucli: 
 
public function getItem($pk = null) 
{ 
   // Initialise variables. 
    $pk = (!empty($pk)) ? $pk : (int) $this->getState($this-
>getName() . '.id'); 
    $table = $this->getTable(); 
 
   if ($pk > 0) 
   { 
      // Attempt to load the row. 
 $return = $table->load($pk); 
 
 // Check for a table object error. 
 if ($return === false && $table->getError()) 
 { 
  $this->setError($table->getError()); 
  return false; 
 } 
 ... 
} 
 
 Com es pot apreciar, es tracta la variable $pk que representa la clau primària 
com un enter en tot moment, descartant qualsevol possibilitat que aquesta sigui una altra 
cosa i menys encara que sigui composta. Mètodes com aquests n’hi ha molts que facin 
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el tractament de la clau primària amb aquesta pre-suposició. És per això que he comen-
tat abans que alguns mètodes estan limitats degut a que la seva implementació no és 
suficientment general com per abastar tots els casos possibles. Com a conclusió parcial 
d’aquesta restricció vaig haver d’acomodar el meu esquema inicial per a que totes les 
claus primàries de totes les taules fossin un identificador d’aquest tipus. 
 La segona restricció més important que em vaig trobar, va ser que les taules del 
nucli de Joomla! estan creades amb engine (motor) MyISAM. Aquest motor no suporta 
restriccions d’integritat referencial, és a dir, no existeix el concepte de claus foranies 
entre taules. Si es fa una ullada al meu digrama d’entitats relacions, es pot comprovar 
que la seva transformació a l’esquema de base de dades estarà poblat per moltes relaci-
ons de claus foranies. En principi, una solució alternativa directa a això era implementar 
les taules dels meus components amb engine InnoDB. Aquest motor sí que suporta les 
restriccions d’integritat referencial i les claus foranies entre taules. Quin ha estat el pro-
blema doncs? El problema prové de que les taules dels meus components no interactuen 
entre elles com un sistema endogàmic, sinó que l’esquema de la meva base de dades 
s’ha d’integrar a l’esquema ja preestablert de les taules dels components del nucli de 
Joomla! i els meus components han d’interactuar amb aquests altres.  
En concret, i un dels motius per les quals s’havia establert la tecnologia, era que 
Joomla! ja tenia un component per a la gestió dels usuaris per exemple. Aquest compo-
nent, entre d’altres, utilitza la taula dels usuaris. Llavors el problema radica que molts 
dels meus components (les taules dels quals tenen motor InnoDB) han de tindre claus 
foranies cap els usuaris (taula amb motor MyIsam que no ho permet). Quina solució 
s’ha trobat a això? Doncs la solució que s’ha fet és que a les meves taules, s’ha guardat 
els identificadors dels usuaris però aquests atributs no s’han declarat com a claus forani-
es sinó com a camps normals i corrents. Llavors sorgeix un altre problema: com es man-
té la integritat referencial d’aquests camps? És a dir, què passa si per exemple s’elimina 
un usuari que està anotat a les taules del meu sistema? Per a solucionar aquest problema 
s’ha emulat el comportament de coses que se n’hauria d’encarregar la base de dades tals 
com l’eliminació en cascada d’elements referencials (el típic ON DELETE CASCADE) o la 
possibilitat de restringir l’eliminació d’un element si aquest està referenciat per alguna 
altra taula (la típica constraint de bases de dades ON DELETE RESTRICT). Per a fer 
aquesta emulació, he hagut d’aprendre el funcionament dels plugins  de Joomla!. Resul-
ta que als components de Joomla! es poden definir esdeveniments específics que es dis-
paren (triggered) en certs punts d’execució. Llavors hi ha diversos tipus de plugins i 
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alguns d’ells s’encarreguen d’observar esdeveniments i manegar la gestió d’aquells que 
els hi correspon. Així, per exemple, el component dels usuaris dispara esdeveniments 
del tipus onAfterDeleteUser, onBeforeDeleteUser, onBeforeStoreUser, etc. 
que quan es disparen se li passa als plugins encarregats de gestionar aquests esdeveni-
ments informació relativa a l’usuari que s’ha eliminat per exemple. És en aquests proce-
diments d’escolta d’esdeveniments on s’ha emulat el comportament esperat i el qual es 
tenia pensat implementar durant l’especificació. Tot el tema dels plugins es detallarà 
amb una mica més de profunditat en punts posteriors. 
 La següent restricció destacable que m’he trobat és que el desenvolupament de 
components és relativament senzill un cop s’ha aprés el seu funcionament quan aquests 
només maneguen una taula. El problema radica quan un component manega més d’una 
taula i per exemple a la típica vista d’edició de formularis es presenten camps de més 
taules. Per què això no és fàcil amb aquesta tecnologia? Un altre cop el problema radica 
en que alguns mètodes que faciliten la gestió de formularis, la seva edició i el seu salvat 
sobre taules no estan implementats de manera suficientment general. En concret, 
m’estic referint a mètodes dels subcontroladors heretats de la classe JControllerForm 
i als models heretats de la classe JModelAdmin. Els mètodes als quals faig referència 
són JControllerForm::save() i JModelAdmin::save() dels quals, el primer rep la 
petició de l’usuari (els camps editats al formulari) i, entre d’altres coses, invoca al segon 
per a que aquest guardi les dades a la taula. Posat que Joomla! és de codi lliure aquests 
mètodes són perfectament visibles i es pot comprovar fàcilment que no són precissa-
ment mètodes curts i simples. Són mètodes grans i complexes i en components on he 
hagut de presentar dades de més d’una taula en un mateix formulari fer servir aquests 
mètodes ha estat més una incomoditat que una avantatge el que m’ha ofert la tecnologia. 
El que he hagut de fer és reescriure aquests mètodes per tal d’acomodar-los de nou a la 
meva especificació i que siguin capaços de manegar formularis amb més d’una taula. 
No faig una inclusió de tota aquesta re-implementació a la memòria perquè no té sentit 
però sí que en faig menció dels canvis i per a més nivell de detall sempre es pot fer una 
visita al codi de la meva aplicació. 
 La darrera desavantatge destacable que faig menció és una mica més diferent i té 
a veure amb un component del nucli que s’encarrega de la gestió d’imatges i que 
s’anomena  com_media. Aquest component està desenvolupat per a mostrar una inter-
fície gràfica amigable per tal que els usuaris puguin pujar i eliminar imatges al sistema. 
El problema que he trobat és que la interfície gràfica feia això molt bé, però qui la utilit-
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zava podia accedir a totes les imatges emmagatzemades en el sistema. Posat que el meu 
sistema el tenia especificat amb zones delimitades d’accés, no volia que per exemple un 
usuari que puja la seva foto de perfil pugui veure les imatges i on es guardaven d’altres 
entitats del sistema, com per exemples les imatges dels centres o les imatges dels temes. 
Durant tot el procés de desenvolupament sempre he intentat que els components fossin 
el més independents possibles del nucli i no haver de tocar aquest o fer-ho el menys 
possible. En aquest cas, però, tenia dos opcions: la primera era desenvolupar un compo-
nent propi per a oferir una interfície gràfica amigable per tal que els usuaris poguessin 
manegar amb les imatges i l’altre era adaptar el component ja existent a les meves ne-
cessitats. He optat per la segona opció per diversos motius.  
El primer d’ells és que el component del nucli realitza tot un conjunt de tasques 
desitjades que si les hagués de tornar a implementar des de zero probablement perdria 
molt de temps. La segona és que aquest component ja està verificat per tota una comuni-
tat de desenvolupadors al darrere que han verificat la seva correctesa o almenys ja s’han 
depurat molts possibles bugs durant l’evolució de diverses versions del sistema. La ter-
cera és que si em dediqués a tornar a implementar des de zero components com aquest 
poder no hagués tingut sentit escollir un CMS com a tecnologia base per a desenvolupar 
el meu sistema. Amb aquetes tasques faig referència a coses com al codi encarregat de 
pujar les imatges, a la comprovació posterior del que l’usuari ha pujat (tipus de fitxers 
acceptats, mides de fitxers acceptades, etc.) o coses de l’estil. Per tant, la transformació 
que s’ha fet és passar d’un component on totes les imatges es guardaven sota 
l’estructura de directoris /images a un de més atòmic i limitat on cada item té el seu 
propi subdirectori per a emmagatzemar les seves imatges. Així, per exemple, el lloc 
corresponent per a emmagatzemar les imatges dels meus components és 
/images/com_nomcomponent/identificador_item/. D’aquesta manera, si s’imagina 
un hipotètic centre amb identificador center_id=4 el seu lloc d’emmagatzemmanet 
corresponent seria /images/com_centers/4/ i si un usuari amb id=2 vol emmagat-
zemar les seves fotos de perfil anirien sota /images/com_users/2/. A més, s’ha mo-
dificat la interfície gràfica d’aquesta gestió per a que si el component com_media és 
invocat des d’un dels meus components, quan es llista on s’està emmagatzemant les 
imatges no es pugui fer enrere en l’arbre de directoris per satisfer la meva especificació. 
De nou, el codi de modificació no s’inclou aquí però està disponible per ser revisat al 
codi del meu sistema. 
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 Afegir que al llarg de la implementació del sistema m’he anat trobant amb altres 
petites restriccions però les més destacades i més problemàtica han portat han estat 
aquestes quatre. Com a conclusió de trobar-me amb aquests problemes he pogut extreu-
re que implementar un sistema especificat no és sempre una implementació directe i 
fàcil, sinó que segons la tecnologia escollida és probable trobar-se amb obstacles que 
s’han de solucionar. Fer-ho implica decisions no sempre fàcils de prendre ni de portar a 
terme però que mirades amb perspectiva el desenvolupador en surt reforçat i havent 
aprés altres punts de vista que, poder sense aquests obstacles no s’haguessin considerat. 
  
5.1.4 Cerca, filtres, ordenació i paginació  
 
La majoria dels components maneguen i mostren itemized data. Aquest tipus de 
dades vol dir dades que tenen diverses instàncies; el més comú és que aquestes instànci-
es siguin files en de taules d’una base de dades. Quan es manega amb aquest tipus de 
dades hi ha quatre àrees de funcionalitat que els usuaris generalment esperen: 
 Paginació 
 Ordenació 
 Filtrat 
 Cerca 
En aquest punt s’explicarà cadascuna d’aquestes àrees de funcionalitat i com 
s’han implementat al backend dels components. 
Per a comprendre i veure millor grans quantitats d’aquesta itemized data, es talla 
o divideix aquetes dades a través de múltiples pàgines. Joomla! proveeix als desenvolu-
padors amb la classe JPagination per tal d’ajudar als desenvolupadors a manegar la 
paginació de les seves extensions. Hi ha quatre atributs importants associats a la classe 
JPagination: 
 limitstart: aquest és l’item a partir del qual es comença en una pàgi-
na. Per exemple la primera pàgina començarà sempre amb l’item 0. 
 limit: aquest és el nombre màxim d’items a mostrar per pàgina. 
 total: aquest és el nombre total d’items a través de totes les pàgines. 
 _viewall: aquesta és l’opció per a ignorar la paginació i mostrar tots els 
items. 
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Abans d’explicar una mica el codi, es mostra una imatge del listFooter que s’usa 
a la part de sota de les llistes de paginació: 
 
 
Com es pot apreciar, hi ha una caixa a l’esquerre de tot per tal de seleccionar el 
nombre de registres per pàgina (limit). La resta de botons s’usen per a navegar entre 
pàgines. El text final defineix la pàgina actual respecte al total de pàgines. 
L’avantatge de la paginació és que un cop s’ha aprés a codificar, és una eina molt 
útil i es crea fàcilment. A més és una eina consistent a través de les extensions. 
La motivació de la següent funcionalitat és la següent: normalment és agradable 
per a l’usuari seleccionar una columna de la taula de la qual es vol poder ordenar. En 
Joomla! es pot fer servir el tipus JTHML grid.sort per a aconseguir aquest objectiu. 
Abans de començar, s’han d’afegir dos camps hidden al formulari de l’itemized 
data, filter_order i filter_order_Dir. El primer defineix el camp pel qual es 
vol ordenar les dades i el segon defineix la direcció en la qual es vol ordenar les dades, 
ascendent o descendent. 
A dalt de tot de cada columna de la taula de l’itemized data es crea una capçalera 
que usa el grid. Aquest és un exemple de capçalera per a una possible columna nom: 
 
<?php echo JHTML::_('grid.sort', 
'COM_CENTERS_ROOM_HEADING_NAME', 'r.room_name', $listDirn, $listOr-
der); ?> 
 
Després del primer paràmetre, el següents són el nom que apareixerà a dalt de tot 
de la columna (string de traducció que ja s’explicarà en punts posteriors), el nom de 
l’atribut del qual es vol ordenar, la direcció actual i el valor d’ordenació. 
Notar que els valors $listDirn i $listOrder s’inicialitzen així: 
 
$listOrder = $this->escape($this->state->get('list.ordering')); 
$listDirn = $this->escape($this->state->get('list.direction'));  
 
S’ha mencionat abans que per tal de facilitar un ús correcte de JPagination 
s’han d’afegir dos camps hidden . Aquest exemple demostra com es posen al template: 
 
<input type="hidden" name="filter_order" value="<?php echo $lis-
tOrder; ?>" /> 
<input type="hidden" name="filter_order_Dir" value="<?php echo 
$listDirn; ?>" /> 
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A continuació es mostra un exemple de l’aspecte que pren una capçalera que 
ofereix aquesta funcionalitat. Es pot veure com hi ha un símbol que diferencia la co-
lumna escollida per a ordenar les dades i segons si apunta cap amunt o cap avall indica 
el sentit d’ordenació: 
 
 
 
La següent funcionalitat és el filtrat per camps. En molts aspectes, el filtrat per 
camps s’assembla a l’ordenació. En aquest cas primer mostrarem l’aspecte del filtrat per 
camps: 
 
 
 
En aquest cas, hi ha moltes opcions de filtre: el centre, els metres quadrats, 
l’aforament de la sala, el tipus de sòl, i l’existència o no de projector, xarxa, sistema 
d’àudio i llum natural. Això serveix, per exemple, per a mostrar totes les sales que com-
pleixen que tenen una dimensió de 10 metres quadrats i tenen projector. Per tal de fer 
això, només s’haurien de seleccionar els filtres corresponents. 
Per tal d’implementar aquests filtres es fa servir blocs de codi al template per de-
fecte de la vista que fan servir variables similars a les vistes a l’ordenació i a més el mè-
tode JHTML select.options per a seleccionar les possibles opcions per a filtrar: 
 
... 
<select name="filter_square_meters_id" class="inputbox" onchan-
ge="this.form.submit()"> 
<?php echo JHtml::_('select.options', JFormFieldCenter-
List::getCapacityOptions(FALSE), 'value', 'text', $this->state-
>get('filter.capacity'));?> 
</select> 
... 
 
Això el que fa és mostrar el llistat d’opcions possibles i aplicar una mica de ja-
vascript per i quan es canviï d’opció onchange disparar una submissió de formulari per 
a tractar el filtre. 
Similarment ocorre amb la cerca. Aquesta funcionalitat pot sonar més complica-
da però en realitat és relativament simple. El que s’ha de fer és afegir un altre bloc de 
codi al template per defecte que afegeix tres controls de formulari: una caixa de cerca 
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anomenada filter_serach, un botó per a resetejar la cerca i un botó per a iniciar la 
cerca. El seu aspecte és aquest: 
 
<div class="filter-search fltlft"> 
 <label class="filter-search-lbl" for="filter_search"><?php echo 
JText::_('JSEARCH_FILTER_LABEL'); ?></label> 
 <input type="text" name="filter_search" id="filter_search" va-
lue="<?php echo $this->escape($this->state->get('filter.search')); ?>" 
title="<?php echo JText::_('COM_CENTERS_ROOMS_SEARCH_IN'); ?>" /> 
 <button type="submit"><?php echo 
JText::_('JSEARCH_FILTER_SUBMIT'); ?></button> 
 <button type="button" on-
click="document.id('filter_search').value='';this.form.submit();"><?ph
p echo JText::_('JSEARCH_FILTER_CLEAR'); ?></button> 
</div> 
 
  
 L’aspecte visual de la caixa de cerca és el següent: 
  
  
 
 Finalment s’explica una mica com es reben aquestes peticions. Efectivament, el 
lloc on es manega amb les peticions de filtre, ordenació, cerca, etc. és la classe encarre-
gada de manegar les dades de tipus llistat. Aquesta classe, com s’ha comentat al punt on 
s’explicava el funcionament de MVC és el model encarregat del llistat d’items, és a dir, 
el model que és subclasse de JModelList. En aquesta classe hi ha un mètode de suma 
importància que s’anomena getListQuery() el qual, com el seu nom indica, 
s’encarrega de construir una query SQL per a seleccionar el llistat de dades a mostrar. 
La gràcia de tot aquest punt és que aquest mètode seria relativament simple si només 
s’hagués de mostrar un llistat de dades d’una taula. La codificació, però, es complica a 
mida que l’usuari no només vol llistar les dades d’una taula, sinó que a més vol llistar 
dades de taules que tenen relació amb aquestes i, a sobre, vol que s’apliquin filtres per 
camps, que es mostri ordenada en l’ordre que ell vol per la columna que ell vol i que es 
filtri per una cadena de caràcters entrats a una caixa de cerca. Totes aquestes funcionali-
tats extres incrementen la complexitat de la query i ha hagut components on s’ha trobat 
que la query contenia cinc o sis joins i alhora manegava aquestes peticions extres. 
 A continuació s’explica algunes porcions d’un possible contingut d’aquest tipus 
de queries: 
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// Filtrar la query pels resultats de la cerca 
// La cerca en aquest cas només es fa sobre els camps 
// room_name i center_name 
$search = $this->getState('filter.search'); 
if (!empty($search)) { 
 $search = $db->Quote('%'.$db->getEscaped($search, true).'%', 
false); 
 $query->where('r.room_name LIKE '.$search.' OR center_name LIKE 
'.$search); 
} 
... 
 
... 
// Filtrar per aforament 
$capacity = $this->getState('filter.capacity'); 
if (is_numeric($capacity)) { 
$query->where('r.room_capacity = '.(int) $capacity); 
} 
... 
 
... 
// Afegir l’ordenació a la query 
$orderCol   = $this->state->get('list.ordering'); 
$orderDirn  = $this->state->get('list.direction'); 
$query->order($db->getEscaped($orderCol.' '.$orderDirn)); 
... 
    
return $query; 
 
Com es veu es fan servir les variables definides al template per a ampliar les 
condicions de la query.  
 
5.1.5 Permisos. Control d’accés  
 
Cada component té el seu propi ACL (Access Control List). Aquests permisos es 
poden descriure a un fitxer anomenat access.xml situat a l’arrel del directori admin/. 
Per exemple, el següent fitxer admin/access.xml descriu l’ACL per a un pos-
sible component com_helloworld: 
 
<?xml version="1.0" encoding="utf-8" ?> 
<access component="com_helloworld"> 
<section name="component"> 
<action name="core.admin" title="JACTION_ADMIN" descrip-
tion="JACTION_ADMIN_COMPONENT_DESC" /> 
<action name="core.manage" title="JACTION_MANAGE" descrip-
tion="JACTION_MANAGE_COMPONENT_DESC" /> 
<action name="core.create" title="JACTION_CREATE" descrip-
tion="JACTION_CREATE_COMPONENT_DESC" /> 
<action name="core.delete" title="JACTION_DELETE" descrip-
tion="JACTION_DELETE_COMPONENT_DESC" /> 
<action name="core.edit" title="JACTION_EDIT" descrip-
tion="JACTION_EDIT_COMPONENT_DESC" /> 
</section> 
</access> 
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La idea principal darrere l’ACL és restringir accions a grups d’usuaris. La prime-
ra acció a restringir és el propi accés al component. Així, al fitxer d’entrada al compo-
nent s’hauria d’afegir les següents línies per tal d’aconseguir aquest objectiu: 
// Access check. 
if (!JFactory::getUser()->authorise('core.manage', 'com_helloworld'))  
{ 
   return JError::raiseWarning(404, JText::_('JERROR_ALERTNOAUTHOR')); 
} 
... 
 
A continuació, s’ha d’aconseguir que els botons que apareixen a la barra de bo-
tons es mostrin depenent dels permisos derivats de l’ACL. Primer mostrarem un dibuix 
d’una barra de botons típica al backend d’un component: 
 
 
 
El codi per tal d’aconseguir aquest objectiu s’ha de col·locar al fitxer següent: 
admin/views/nomvista/view.html.php 
 
// Afegir barra de botons  
protected function addToolBar()  
{ 
 $canDo = HelloWorldHelper::getActions(); 
 JToolBarHelper::title(JText::_('COM_HELLOWORLD_MANAGER'), 'he-
lloworld'); 
 
 if ($canDo->get('core.create'))  
 { 
  JToolBarHelper::addNew('center.add', 'JTOOLBAR_NEW'); 
 } 
 if ($canDo->get('core.edit'))  
 { 
  JToolBarHelper::editList('center.edit', 'JTOOLBAR_EDIT'); 
 } 
 if ($canDo->get('core.delete'))  
 { 
  JToolBarHelper::deleteList('', 'centers.delete', 'JTOOL-
BAR_DELETE'); 
 } 
 if ($canDo->get('core.admin'))  
 { 
  JToolBarHelper::divider(); 
  JToolBarHelper::custom('helloworld.checkin', 'checkin.png', 
'checkin_f2.png', 'JTOOLBAR_CHECKIN', true); 
  JToolBarHelper::divider(); 
  JToolBarHelper::preferences('com_helloworld'); 
 } 
} 
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 Un codi similar aniria a la vista que s’encarrega de renderitzar la pàgina d’edició 
d’items. Si ens fixem, la variable $canDo s’inicialitza amb el resultat d’una funció invo-
cada a la classe d’ajuda al component HelloWorldHelper::getActions(). Aquesta 
funció el que fa és retornar, per a l’usuari actual, les accions que pot portar a terme se-
gons els grups als quals pertany. 
 Aquesta classe està situada al fitxer de mètodes d’ajuda al component ad-
min/helpers/helloworld.php. El codi d’aquest mètode és el següent: 
 
// Agafar les accions 
public static function getActions() 
{  
 jimport('joomla.access.access'); 
 $user = JFactory::getUser(); 
 $result = new JObject; 
 $assetName = 'com_helloworld'; 
  
 $actions = JAccess::getActions('com_helloworld', 'component'); 
  
 foreach ($actions as $action) { 
  $result->set($action->name, $user->authorise($action->name, 
$assetName)); 
 } 
 return $result; 
} 
 
  Posat que ara usem permisos d’ACL en aquest component d’exemple, es neces-
sita ara afegir-los a nivell de component. Així, s’edita el fitxer admin/config.xml: 
 
<?xml version="1.0" encoding="utf-8"?> 
<config> 
 <fieldset 
  name="permissions" 
  label="JCONFIG_PERMISSIONS_LABEL" 
  description="JCONFIG_PERMISSIONS_DESC" 
 > 
 <field 
  name="rules" 
  type="rules" 
  label="JCONFIG_PERMISSIONS_LABEL" 
  class="inputbox" 
  validate="rules" 
  filter="rules" 
  component="com_helloworld" 
  section="component" 
 /> 
 </fieldset> 
</config> 
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 Cal mencionar que existeix l’ACL a nivell de component però hi ha una ACL a 
nivell global que es pot configurar. Aquest és el seu aspecte: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
I aquest seria l’aspecte de la configuració de permisos a nivell de component: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
73 
 
Com es pot apreciar, per a cada grup d’usuaris es pot especificar, per a cada ac-
ció configurada, si aquesta és heretada dels permisos globals o del grup pare, si es força 
que sigui una acció permesa o si es força que sigui una opció denegada. 
 
5.1.6 Checkin/checkout  
 
Aquest punt ve motivat per la necessitat d’aplicar una propietat característica 
dels sistemes de bases de dades que defineix com i quan els canvis fets per una operació 
són visibles per a altres operacions concurrents. Aquesta propietat és l’aïllament (isola-
tion). El que es pretén és que si un usuari està editant un registre o item d’un compo-
nent, aquest registre quedi bloquejat (checked-out) durant el transcurs de l’edició. 
Aquest bloqueig s’allibera o es desbloqueja (checkin) quan l’usuari que l’estava editant 
prem el botó de guardar sobre l’item. Si l’usuari mai prem el botó de guardar i, per 
exemple, en comptes d’això prem el botó d’anar enrere del navegador, llavors l’item 
continuaria bloquejat. Si un usuari diferent necessités editar o treballar amb aquest re-
gistre bloquejat, el que hauria de fer és posar-se en contacte amb un administrador per 
tal que aquest faci un checkin sobre el registre. En general, hi ha tres maneres de que un 
registre bloquejat s’alliberi: 
a. La primera és contactar amb l’usuari que ha bloquejat el registre per tal que 
l’alliberi. 
b. La segona és que un usuari que tingui permisos suficients sobre el compo-
nent del registre executi un checkin sobre el registre. 
c. La tercera és que un usuari que tingui permisos suficients per a executar 
checkins globals n’executi un. Un checkin global el que fa alliberar tots els 
bloquejos que existeixen al sistema i, en conseqüència, s’alliberaria el 
d’aquest component en concret. 
L’última opció s’hauria d’utilitzar amb molta cura perquè podria provocar con-
seqüències no desitjades. Per exemple, podria provocar que múltiples persones editessin 
un mateix registre alhora. En tal cas, l’usuari que premés el botó de guardar més tard 
seria el que provocaria l’edició final que es guardaria al registre. A continuació es mos-
tra una imatge de la icona de padlock que apareix quan un registre està essent editat: 
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Si es passa el punter a sobre de la icona, com es mostra a la imatge, ens apareix 
el nom de la persona que va bloquejar el registre i quan ho va fer. Gràficament es pot 
desbloquejar a través de clicar en aquesta icona o seleccionant el registre i prement el 
botó de Check In de la barra de botons. Si el desbloqueig és satisfactori se’ns avisa: 
 
 
 
A continuació es comenta una mica quines eines proporciona Joomla! per a que 
tot això funcioni correctament i on s’ha de col·locar el codi. El primer que s’ha de fer és 
afegir dos atributs a la taula associada als registres de bloqueig del component. Aquests 
dos camps són els següents, afegits a admin/sql/install.mysql.utf8.sql: 
 
CREATE TABLE `#__exemples` ( 
  `id` INTEGER NOT NULL auto_increment, 
  ... 
  `checked_out` INTEGER UNSIGNED NOT NULL DEFAULT '0', 
  `checked_out_time` DATETIME NOT NULL DEFAULT '0000-00-00 00:00:00', 
  ... 
) DEFAULT CHARSET=utf8; 
 
 El camp encarregat d’emmagatzemar l’identificador de l’usuari que ha bloquejct 
el registre és checked_out. Per altra banda, l’atribut checked_out_time és 
l’encarregat d’emmagatzemar la data de bloqueig. Un cop afegits aquets dos camps, 
s’ha de modificar el master controller del component. En qüestió s’ha d’afegir una línia 
semblant a la següent al mètode display(): 
 
if (($view == 'banner') &&  
    ($layout == 'edit') &&  
    (!$this->checkEditId('com_banners.edit.banner', $id))) { 
    // Mostrar error i redirigir l’usuari 
    ... 
    return false; 
} 
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El mètode JView::checkEditId()comprova que l’identificador del registre es-
tigui a la llista de registres que s’estan editant. A continuació s’ha de modificar el tem-
plate encarregat de la visualització dels registres, en concret a la part que es pinta el 
contingut de la columna que en ser clicada redirigeix al formulari d’edició. Posem per 
exemple el codi d’aquesta vista del component com_banners del nucli: 
 
... 
$canCheckin = $user->authorise('core.manage',  'com_checkin') || 
$item->checked_out == $userId || $item->checked_out == 0; 
... 
<?php if ($item->checked_out) : ?> 
 <?php echo JHtml::_('jgrid.checkedout', $i, $item->editor, 
$item->checked_out_time, 'banners.', $canCheckin); ?> 
<?php endif; ?> 
... 
 
Finalment recordar-se d’afegir el botó de Check In a la barra de botons, mitjan-
çant l’edició del fitxer admin/views/nomvista/view.html.php: 
 
if ($canDo->get('core.edit.state')) 
{ 
 JToolBarHelper::checkin('banners.checkin'); 
} 
 
5.2.7 Gestió multilingüe  
 
Un dels requisits no funcionals opcionals de l’especificació era aquest: 
“RNF-5 (opcional): S’haurà de poder mostrar l'aplicació en català, castellà o anglès en 
funció de la llengua escollida per l'usuari al seu perfil.” 
Indagant en les eines que Joomla! ofereix, es pot observar que un dels seus punts 
forts és la incorporació per a suport multilingüe. La llengua per defecte es configura 
mitjançant el gestor de llengües i pot ser reemplaçat a les preferències de l’usuari. 
La classe estàtica JText és el mecanisme estàndard usat per a traduir strings. La 
classe té tres mètodes per a traduir strings, _(), sprintf() i printf(). El mètode 
que s’usa amb més freqüència és _(). Aquest mètode és el més bàsic; tradueix un 
string. En aquest exemple, es fa un echo de la traducció de Monday (si no es troba una 
traducció per a aquest string, la cadena original és el que es retorna): 
 
 echo JText::_(‘Monday’); 
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El mètode JText::sprintf() és compatible amb la funció PHP sprintf(). Es 
passa una cadena per a ser traduïda i un nombre extra de paràmetres per a ser inserits 
dintre de la cadena traduïda. Els paràmetres extres no es tradueixen. Al següent exem-
ple, si la traducció per a SAVED_ITEMS és Saved %d ítems, el valor retornat serà Sa-
ved 3 items. 
 
 $value = JText::_sprintf(‘SAVED_ITEMS’, 3); 
 
 Alternativament es pot usar el mètode JText::_printf(). Aquest mètode és 
comparable a la funció PHP  printf(). Aquest mètode retorna la llargària de la cadena 
resultant i mostra la traducció. 
 
 $length = JText::_printf(‘SAVED_ITEMS’, 3); 
  
 Un cop explicat com es realitzen les traduccions, es passa a explicar on s’han de 
col·locar aquestes dintre d’un component. Imaginem que s’està desenvolupant un com-
ponent anomenat com_helloworld amb la seva part backend i la seva part frontend, 
llavors els fitxers anirien en aquest lloc dintre de l’estructura de directoris: 
 
 com_helloworld/ 
 | 
 |____ admin/ 
 | |____ ... 
 | |____ language/ 
 | |____ en-GB/ 
 | | |____ en-GB.com_helloworld.ini 
 | | |____ en-GB.com_helloworld.sys.ini 
 | |____ es-ES/ 
 | | |____ es-ES.com_helloworld.ini 
 | | |____ es-ES.com_helloworld.sys.ini 
 | |____ ca-ES/ 
 | | |____ ca-ES.com_helloworld.ini 
 | | |____ ca-ES.com_helloworld.sys.ini 
 | |____ ... 
 | 
 |____ site/ 
 | |____ ... 
 | |____ language/ 
 | |____ en-GB/ 
 | | |____ en-GB.com_helloworld.ini 
 | |____ es-ES/ 
 | | |____ es-ES.com_helloworld.ini 
 | |____ ca-ES/ 
 | | |____ ca-ES.com_helloworld.ini 
 | |_____ ... 
 | 
 |____ ... 
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Com es pot veure hi ha un subdirectori per a cada llengua de la qual es volen 
aplicar traduccions. Es pot observar que hi ha dos tipus de fitxers de traduccions, uns 
que tenen l’extensió .ini (backend i frontend) i uns altres amb extensió .sys.ini 
(només backend). La diferencia és que els fitxers .ini contenen les traduccions de les 
operacions normals dels components (la gran majoria), mentre que els fitxers .sys.ini 
contenen les traduccions dels menus i les traduccions que es mostren durant el procés 
d’instal·lació o actualització dels components. Un cop instal·lat el component, el direc-
tori language/ del backend pot anar a parar a dos llocs: 
 
a. pathtojoomla/administrator/languages/com_helloworld 
b. pathtojoomla/administrator/components/com_helloworld/language 
 
El mateix ocorre amb el subdirectori language/ del frontend, que pot acabar a: 
 
a. pathtojoomla/language/com_helloworld 
b. pathtojoomla/components/com_helloworld/language 
 
Que vagi a un lloc o a un altre depén de com s’hagi especificat al fitxer XML 
manifest file del component. La segona opció és la més recomanable posat les traducci-
ons no es toquen si s’instal·la o actualitza un language pack general. 
L’aspecte que tenen aquest tipus de fitxers de traduccions és el següent: 
... 
COM_HELLOWORLD_HELLOWORLD_FIELD_GREETING_DESC="Message displayed" 
COM_HELLOWORLD_HELLOWORLD_FIELD_GREETING_LABEL="Message" 
COM_HELLOWORLD_HELLOWORLD_HEADING_GREETING="Greeting" 
COM_HELLOWORLD_HELLOWORLD_HEADING_ID="Id" 
... 
 
A la part esquerre del símbol d’igualtat es posa el que se li passa per paràmetre a 
les funcions JText i a la dreta el resultat desitjat que es vol que es mostri. En teoria, un 
requisit per a que les traduccions estiguin ben fetes dintre d’un component és que la part 
esquerre de la igualtat sigui el mateix a tots els fitxers de totes les llengües i només can-
viï el valor a retornar. S’ha volgut fer menció al suport multilingüe perquè satisfer 
aquest requisit opcional, encara que no era una tasca molt complicada, sí que requereix 
de molt esforç a l’hora de desenvolupar, posat que és molt més còmode fer un simple  
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echo “Center” que un echo JText::_(‘COM_CENTERS_FIELD_CENTER_LABEL’). Si 
fossin poques traduccions es pot pensar que no és tanta feina, però s’ha fet un recompte 
i en aquest projecte s’han fet al voltant de ~3100 traduccions a través d’onze compo-
nents i un plugin per tal de satisfer aquest requisit opcional. És a dir, l’aplicació està 
disponible en anglès, castellà i català i perfectament preparat per a possibles futures 
traduccions. Es tanca aquest punt amb tres missatges de warning en els tres idiomes: 
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5.2 Components desenvolupats  
 
Un cop explicada una mica les bases sobre com desenvolupar components amb 
Joomla!, cal mencionar que per tal de realitzar la implementació s’ha requerit del 
desenvolupament d’onze components, cadascun d’ells encarregat de manegar amb la 
gestió d’una o més entitats de l’especificació i les seves relacions. Hi ha hagut compo-
nents amb funcionalitat només al frontend i d’altres que funcionaven tant al frontend 
com al backend. La majoria dels components porten associats amb ells la creació de 
taules. En total, s’han integrat 22 noves taules a una base de dades d’una instal·lació 
bàsica de Joomla! on per defecte venen al voltant de ~30 taules, ampliant així contun-
dentment el sistema.  
Els components s’han instal·lat al sistema a través de l’instal·lador d’extensions 
de Joomla! i conviuen perfectament amb la resta de components que venen per defecte 
amb el sistema. En qualsevol moment els components es poden eliminar del sistema i 
amb la seva eliminació s’eliminen automàticament els recursos associats aquests, tals 
com les seves taules, els seus fitxers multimèdia, els seus fitxers de llengua i els fitxers 
del codi del propi component. De la mateixa manera, el sistema resta obert a ampliaci-
ons amb més components o a modificacions dels ja existents per a possibles futures mi-
llores del sistema. 
A l’apèndix C es deixa tota la informació detallada sobre la interfície gràfica i la 
creació de taules associades per a cada compoent. A continuació es mostra una imatge 
del gestor d’extensions. 
80 
 
La següent imatge mostra l’aspecte del mapeig entre elements del model de da-
des sense atributs vist a l’especificació i els noms de les extensions on s’han desenvolu-
pat: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
            
  
        
        
 
com_entities 
com_users 
com_centers 
com_workshops 
com_inscriptions 
com_prefdays 
com_topics 
com_teachers 
com_prefcens 
com_preftopics 
com_filterworks 
plg_profile 
com_prefcoms 
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 A continuació es mostra una imatge de l’aspecte del backend de Joomla! i es 
mostra per on s’accedeix als components de la part administrativa. 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 Es pot veure com hi ha un menú superior a través del qual es mostren tots els 
components de la part administrativa, és a dir, els que ja venien amb el Joomla! per de-
fecte i els que s’han afegit per a aquest projecte, amb els seus submenús. Els d’aquest 
projecte es poden diferenciar per tindre el logo amb un cercle blau. 
 S’observa també com, a part dels components, hi ha altres menús per a accedir a 
altres funcionalitats que ofereix Joomla! per defecte. Així, per exemple hi ha un mòdul a 
la dreta on es mostren els darrers 5 usuaris autenticats al sistema, un altre menú per a la 
gestió de les extensions a dalt, un altre per als menús, etc. 
A continuació es mostrarà, per a cada component desenvolupat, una breu expli-
cació de la funcionalitat que aporta al projecte així com un llistat de les funcions amb 
PHP que s’han fet servir. Òbviament amb el llistat de les funcions no es veu tota la feina 
que hi ha al darrere, posat que també hi ha molt de codi amb HTML, una mica amb Ja-
vaScript i AJAX i no es mostra com es comuniquen unes funcions amb d’altres posat 
que ja s’ha explicat com es desenvolupa un component al punt anterior.  
Encara i així, per a més detall sempre es pot consultar el codi adjuntat amb la 
memòria i veure dintre de quines classes es troben els mètodes o funcions esmentades i 
com estan implementades. 
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5.2.1 Component com_entities  
 
Breu explicació: 
 
Aquest component està dividt en dues parts, la part del backend i la part del 
frontend. La primera part del component s’usa per a la gestió de les entitats del projecte, 
és a dir, per a que els administradors puguin fer l’alta, baixa, modificació i llistat 
d’entitats amb els seus atributs així com configurar les opcions de permisos. A la part 
del davant es mostren les entitats creades a la part administrativa per a que els usuaris 
estiguin informats. 
 
Llistat de funcions: 
 
./site/controllers/entities.php: entity()  
./site/views/entities/view.html.php: display($tpl = null)  
./site/models/entities.php: getTable($type = 'Entities', $prefix = 'EntitiesTable', 
$config = array())   
./site/models/entities.php: getEntities() 
./site/models/entities.php: getEntity($entity_id = null) 
./site/models/entities.php: getCenters($entity_id = null) 
./admin/tables/entities.php: __construct(&$db)  
./admin/tables/entities.php: delete($pk = null) 
./admin/controller.php: display($cachable = false)  
./admin/controllers/entity.php: allowEdit($data = array(), $key = 'entity_id') 
./admin/controllers/entity.php: validateForm() 
./admin/controllers/entities.php: getModel($name = 'Entity', $prefix = 'EntitiesModel')  
./admin/controllers/entities.php: delete() 
./admin/views/entities/view.html.php: display($tpl = null)  
./admin/views/entities/view.html.php: function addToolBar()  
./admin/views/entities/view.html.php: function setDocument()  
./admin/views/entity/view.html.php: function display($tpl = null)  
./admin/views/entity/view.html.php: function addToolBar()  
./admin/views/entity/view.html.php: function setDocument()  
./admin/models/entity.php: getTable($type = 'Entities', $prefix = 'EntitiesTable', $con-
fig = array())  
./admin/models/entity.php: getForm($data = array(), $loadData = true)  
./admin/models/entity.php: loadFormData()  
./admin/models/entity.php: deleteImages($cid) 
./admin/models/entity.php: save($data) 
./admin/models/entities.php: __construct($config = array()) 
./admin/models/entities.php: populateState($ordering = null, $direction = null) 
./admin/models/entities.php: getListQuery()  
./admin/models/fields/entitymedia.php: getInput() 
./admin/models/fields/description.php: getInput() 
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./admin/models/rules/name.php: test(& $element, $value, $group = null, & $input = null, 
& $form = null) 
./admin/models/rules/description.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/helpers/entities.php: getActions($Entityid = 0) 
./admin/helpers/entities.php: displayImage($db_name, $default, $align, $width, $height, 
$border) 
 
5.2.2 Component com_centers  
 
Breu explicació: 
 
 Aquest component està dividit en dues parts, la part del backend i la part del 
frontend. La primera part del component s’usa per a la gestió de les sales, centres i 
adresces, és a dir, és on els administradors poden llistar, crear, editar i esborrar aquestes 
entitats (està dividit en submenús) i on es poden configurar els permisos per al compo-
nent. Les sales s’associen a un centre i els centres es situen a adreces. A més, els centres 
s’associen a alguna de les entitats creades. A la part del davant es mostra la informació 
creada pels administradors per a que els usuaris la puguin consultar. 
 
Llistat de funcions: 
 
./site/controllers/centers.php: center()  
./site/controllers/centers.php: rooms()  
./site/controllers/centers.php: room()  
./site/views/centers/view.html.php: display($tpl = null)  
./site/models/centers.php: getTable($type = 'Centers', $prefix = 'CentersTable', $config 
= array())  
./site/models/centers.php: getCenter($center_id = null) 
./site/models/centers.php: getEntitiesCenters() 
./site/models/centers.php: getCenterRooms($center_id = null) 
./site/models/centers.php: getRoom($room_id = null) 
./admin/tables/rooms.php: __construct(&$db)  
./admin/tables/rooms.php: delete($pk = null) 
./admin/tables/addresses.php: __construct(&$db)  
./admin/tables/centers.php: __construct(&$db)  
./admin/tables/centers.php: delete($pk = null) 
./admin/controller.php: display($cachable = false)  
./admin/controllers/rooms.php: __construct($config = array()) 
./admin/controllers/rooms.php: projector() 
./admin/controllers/rooms.php: network() 
./admin/controllers/rooms.php: audio() 
./admin/controllers/rooms.php: light() 
./admin/controllers/rooms.php: getModel($name = 'Room', $prefix = 'CentersModel')  
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./admin/controllers/rooms.php: delete() 
./admin/controllers/center.php: validateForm() 
./admin/controllers/center.php: save($key = null, $urlVar = null) 
./admin/controllers/center.php: details($key = null, $urlVar = null) 
./admin/controllers/room.php: save($key = null, $urlVar = null) 
./admin/controllers/centers.php: getModel($name = 'Center', $prefix = 'CentersModel')  
./admin/views/center/view.html.php: display($tpl = null)  
./admin/views/center/view.html.php: addToolBar()  
./admin/views/center/view.html.php: setDocument()  
./admin/views/centerdetails/view.html.php: display($tpl = null)  
./admin/views/centerdetails/view.html.php: addToolBar()  
./admin/views/centerdetails/view.html.php: setDocument()  
./admin/views/centers/view.html.php: display($tpl = null)  
./admin/views/centers/view.html.php: addToolBar()  
./admin/views/centers/view.html.php: setDocument()  
./admin/views/rooms/view.html.php: display($tpl = null)  
./admin/views/rooms/view.html.php: addToolBar()  
./admin/views/rooms/view.html.php: setDocument()  
./admin/views/room/view.html.php: display($tpl = null)  
./admin/views/room/view.html.php: addToolBar()  
./admin/views/room/view.html.php: setDocument()  
./admin/models/rooms.php: __construct($config = array()) 
./admin/models/rooms.php: populateState($ordering = null, $direction = null) 
./admin/models/rooms.php: getListQuery()  
./admin/models/center.php: allowEdit($data = array(), $key = 'center_id') 
./admin/models/center.php: getTable($type = 'Centers', $prefix = 'CentersTable', $config 
= array())  
./admin/models/center.php: getForm($data = array(), $loadData = true)  
./admin/models/center.php: getAddressRow($pk = null) 
./admin/models/center.php: getAddressForm($data = array(), $loadData = true) 
./admin/models/center.php: loadFormData()  
./admin/models/center.php: emptyFields($fields) 
./admin/models/center.php: save($data,$addressData) 
./admin/models/center.php: deleteAddress($address_id) 
./admin/models/center.php: delete(&$pks) 
./admin/models/fields/centerlist.php: getOptions($add_null_option = TRUE) 
./admin/models/fields/centerlist.php: getm2Options($add_null_option = TRUE) 
./admin/models/fields/centerlist.php: getCapacityOptions($add_null_option = TRUE) 
./admin/models/fields/centerlist.php: getGroundTypeOptions($add_null_option = TRUE) 
./admin/models/fields/centerlist.php: getYesNoOptions($add_null_option = TRUE) 
./admin/models/fields/entitylist.php: getOptions($add_null_option = TRUE) 
./admin/models/fields/entitylist.php: getCountryOptions($add_null_option = TRUE) 
./admin/models/fields/entitylist.php: getPostcodeOptions($add_null_option = TRUE) 
./admin/models/fields/entitylist.php: getRegionOptions($add_null_option = TRUE) 
./admin/models/fields/entitylist.php: getLocalityOptions($add_null_option = TRUE) 
./admin/models/fields/entitylist.php: getNeighborhoodOptions($add_null_option = TRUE) 
./admin/models/room.php: allowEdit($data = array(), $key = 'room_id') 
./admin/models/room.php: getTable($type = 'Rooms', $prefix = 'CentersTable', $config = 
array())  
./admin/models/room.php: getForm($data = array(), $loadData = true)  
./admin/models/room.php: loadFormData()  
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./admin/models/room.php: save($data) 
./admin/models/room.php: projector($pks, $value = 0) 
./admin/models/room.php: network($pks, $value = 0) 
./admin/models/room.php: audio($pks, $value = 0) 
./admin/models/room.php: light($pks, $value = 0) 
./admin/models/room.php: deleteImages($cid) { 
./admin/models/centers.php: __construct($config = array()) 
./admin/models/centers.php: populateState($ordering = null, $direction = null) 
./admin/models/centers.php: getListQuery()  
./admin/models/rules/centername.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/roomcenter.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/centershortname.php: test(& $element, $value, $group = null, & $in-
put = null, & $form = null) 
./admin/models/rules/roomname.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/centerentity.php: test(& $element, $value, $group = null, & $input 
= null, & $form = null) 
./admin/helpers/html/room.php: projector($value = 0, $i) 
./admin/helpers/html/room.php: network($value = 0, $i) 
./admin/helpers/html/room.php: audio($value = 0, $i) 
./admin/helpers/html/room.php: light($value = 0, $i) 
./admin/helpers/centers.php: getActions($Centerid = 0) 
./admin/helpers/centers.php: addSubmenu($vName) 
./admin/helpers/centers.php: displayImage($db_name, $default, $align, $width, $height, 
$border) 
 
5.2.3 Component com_topics  
 
Breu explicació: 
 
 Aquest component està dividit en dues parts, la part del backend i la part del 
frontend. La primera part del component s’usa per a la gestió dels temes (que s’usaran 
com a temes dels tallers), l’agrupació de temes en comunitats, els nivells i l’agrupació 
de nivells en escales de nivells (cadascuna d’aquestes coses és accessible a través d’un 
menú). Com en d’altres components, les operacions bàsiques són el llistat, la creació, la 
modificació i l’esborrat de registres d’aquestes entitats, l’associació d’unes amb les al-
tres i la configuració dels permisos. A la part del davant es mostra la informació creada 
sobre aquetes entitats per a que els usuaris la puguin consultar. 
 
Llistat de funcions: 
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./site/controllers/topic.php: community()  
./site/controllers/topic.php: topic()  
./site/views/topics/view.html.php: display($tpl = null)  
./site/models/topics.php: getTable($type = 'Topics', $prefix = 'TopicsTable', $config = 
array())  
./site/models/topics.php: getTopics() 
./site/models/topics.php: getCommunity($community_id) 
./site/models/topics.php: getTopic($topic_id) 
./admin/tables/topics.php: __construct(&$db)  
./admin/tables/topics.php: delete($pk = null) 
./admin/tables/communities.php: __construct(&$db)  
./admin/tables/communities.php: delete($pk = null) 
./admin/tables/levels.php: __construct(&$db)  
./admin/tables/levels.php: delete($pk = null) 
./admin/tables/scales.php: __construct(&$db)  
./admin/tables/scales.php: delete($pk = null) 
./admin/controller.php: display($cachable = false)  
./admin/controllers/topics.php: getModel($name = 'Topic', $prefix = 'TopicsModel')  
./admin/controllers/communities.php: getModel($name = 'Community', $prefix = 'TopicsMo-
del')  
./admin/controllers/communities.php: function delete() 
./admin/controllers/levels.php: getModel($name = 'Level', $prefix = 'TopicsModel')  
./admin/controllers/scale.php: save($key = null, $urlVar = null) { 
./admin/controllers/scales.php: getModel($name = 'Scale', $prefix = 'TopicsModel')  
./admin/controllers/community.php: save($key = null, $urlVar = null) { 
./admin/views/scales/view.html.php: display($tpl = null)  
./admin/views/scales/view.html.php: addToolBar()  
./admin/views/scales/view.html.php: setDocument()  
./admin/views/topic/view.html.php: display($tpl = null)  
./admin/views/topic/view.html.php: addToolBar()  
./admin/views/topic/view.html.php: setDocument()  
./admin/views/topics/view.html.php: display($tpl = null)  
./admin/views/topics/view.html.php: addToolBar()  
./admin/views/topics/view.html.php: setDocument()  
./admin/views/levels/view.html.php: display($tpl = null)  
./admin/views/levels/view.html.php: addToolBar()  
./admin/views/levels/view.html.php: setDocument()  
./admin/views/communities/view.html.php: display($tpl = null)  
./admin/views/communities/view.html.php: addToolBar()  
./admin/views/communities/view.html.php: setDocument()  
./admin/views/community/view.html.php: display($tpl = null)  
./admin/views/community/view.html.php: addToolBar()  
./admin/views/community/view.html.php: setDocument()  
./admin/views/level/view.html.php: display($tpl = null)  
./admin/views/level/view.html.php: addToolBar()  
./admin/views/level/view.html.php: setDocument()  
./admin/views/scale/view.html.php: display($tpl = null)  
./admin/views/scale/view.html.php: addToolBar()  
./admin/views/scale/view.html.php: setDocument()  
./admin/models/topics.php: __construct($config = array()) 
./admin/models/topics.php: populateState($ordering = null, $direction = null) 
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./admin/models/topics.php: getListQuery()  
./admin/models/communities.php: __construct($config = array()) 
./admin/models/communities.php: populateState($ordering = null, $direction = null) 
./admin/models/communities.php: getItems() 
./admin/models/communities.php: getListQuery()  
./admin/models/level.php: allowEdit($data = array(), $key = 'level_id') 
./admin/models/level.php: getTable($type = 'Levels', $prefix = 'TopicsTable', $config = 
array())  
./admin/models/level.php: getForm($data = array(), $loadData = true)  
./admin/models/level.php: loadFormData()  
./admin/models/topic.php: allowEdit($data = array(), $key = 'topic_id') 
./admin/models/topic.php: getTable($type = 'Topics', $prefix = 'TopicsTable', $config = 
array())  
./admin/models/topic.php: getForm($data = array(), $loadData = true)  
./admin/models/topic.php: function loadFormData()  
./admin/models/topic.php: save($data) 
./admin/models/fields/communitylist.php: getOptions($add_null_option = TRUE) 
./admin/models/fields/scaleslist.php: getOptions($add_null_option = TRUE) 
./admin/models/fields/topicscb.php: getInput() 
./admin/models/fields/topicscb.php: getOptions() 
./admin/models/fields/levelscb.php: getInput() 
./admin/models/fields/levelscb.php: getOptions() 
./admin/models/levels.php: __construct($config = array()) 
./admin/models/levels.php: populateState($ordering = null, $direction = null) 
./admin/models/levels.php: getListQuery()  
./admin/models/scale.php: allowEdit($data = array(), $key = 'scale_id') 
./admin/models/scale.php: getTable($type = 'Scales', $prefix = 'TopicsTable', $config = 
array())  
./admin/models/scale.php: getForm($data = array(), $loadData = true)  
./admin/models/scale.php: loadFormData()  
./admin/models/scale.php: updateScalesLevelsMap($isNew,$scale_id) 
./admin/models/scale.php: save($data) 
./admin/models/rules/levelshortname.php: test(& $element, $value, $group = null, & $in-
put = null, & $form = null) 
./admin/models/rules/topicname.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/communityname.php: test(& $element, $value, $group = null, & $input 
= null, & $form = null) 
./admin/models/rules/scalename.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/levelname.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/topicscale.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/scalelevels.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/levelvalue.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/topicshortname.php: test(& $element, $value, $group = null, & $in-
put = null, & $form = null) 
./admin/models/scales.php: __construct($config = array()) 
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./admin/models/scales.php: populateState($ordering = null, $direction = null) 
./admin/models/scales.php: getItems() 
./admin/models/scales.php: getListQuery()  
./admin/models/community.php: allowEdit($data = array(), $key = 'community_id') 
./admin/models/community.php: getTable($type = 'Communities', $prefix = 'TopicsTable', 
$config = array())  
./admin/models/community.php: getForm($data = array(), $loadData = true)  
./admin/models/community.php: loadFormData()  
./admin/models/community.php: deleteImages($cid) 
./admin/models/community.php: updateCommunitiesTopicsMap($isNew, $community_id) 
./admin/models/community.php: save($data) 
./admin/helpers/topics.php: getActions($Topicid = 0) 
./admin/helpers/topics.php: addSubmenu($vName) 
./script.php: uninstall( $parent ) 
 
5.2.4 Component com_teachers  
 
Breu explicació: 
 
Aquest component està dividit en dues parts, la part del backend i la part del 
frontend. La primera part del component s’usa per a la gestió de la validació de les cate-
gories que els professors esmenten tindre sobre diversos temes així com la data de vali-
dació. D’aquesta manera, a la part frontend del component els professors poden 
sol·licitar, per a cadascun dels temes existents, la seva categoria. Llavors la categoria 
resta en estat ‘Pendent de validació’ fins que aquesta sol·licitud és validada per algun 
gestor a la part administrativa del component. Aquest component també serveix per a 
llistar quins professors poden impartir quines coses. A la part administrativa es poden 
configurar els permisos per al component. 
 
Llistat de funcions: 
 
./site/controllers/teachers.php: topic()  
./site/controllers/teachers.php: save() 
./site/views/teacher/view.html.php: display($tpl = null)  
./site/views/teachers/view.html.php: display($tpl = null)  
./site/models/fields/radiopfc.php: getInput() 
./site/models/fields/radiopfc.php: getOptions() 
./site/models/teacher.php: getTable($type = 'Teachers', $prefix = 'TeachersTable', $con-
fig = array())  
./site/models/teacher.php: getForm($data = array(), $loadData = true)  
./site/models/teacher.php: loadFormData()  
./site/models/teacher.php: getTeaching() 
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./site/models/teacher.php: saveTeaching($user_id, $topic_id, $category) 
./site/models/teachers.php: getTable($type = 'Teachers', $prefix = 'TeachersTable', 
$config = array())  
./site/models/teachers.php: getTopics() 
./admin/tables/teachers.php: __construct(&$db)  
./admin/controller.php: display($cachable = false)  
./admin/controllers/teachers.php: getModel($name = 'Teacher', $prefix = 'TeachersModel')  
./admin/controllers/teachers.php: __construct($config = array()) 
./admin/controllers/teachers.php: validated() 
./admin/views/teacher/view.html.php: display($tpl = null)  
./admin/views/teacher/view.html.php: addToolBar()  
./admin/views/teacher/view.html.php: setDocument()  
./admin/views/teachers/view.html.php: display($tpl = null)  
./admin/views/teachers/view.html.php: addToolBar()  
./admin/views/teachers/view.html.php: setDocument()  
./admin/models/fields/topicslist.php: getOptions($add_null_option = FALSE) 
./admin/models/fields/teacher.php: getInput() 
./admin/models/fields/teacher.php: getGroups() 
./admin/models/fields/teacher.php: getExcluded() 
./admin/models/teacher.php: allowEdit($data = array(), $key = 'teacher_id') 
./admin/models/teacher.php: getTable($type = 'Teachers', $prefix = 'TeachersTable', 
$config = array())  
./admin/models/teacher.php: getForm($data = array(), $loadData = true)  
./admin/models/teacher.php: loadFormData()  
./admin/models/teacher.php: status($pks, $value = 0) 
./admin/models/teacher.php: save($data) 
./admin/models/rules/usertopic.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/useraccess.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/teachers.php: __construct($config = array()) 
./admin/models/teachers.php: populateState($ordering = null, $direction = null) 
./admin/models/teachers.php: getListQuery()  
./admin/helpers/html/teacher.php: status($value = 0, $i) 
./admin/helpers/teachers.php: getActions($TeacherId = 0) 
./admin/helpers/teachers.php: getUsernameOptions($add_null_option = TRUE) 
./admin/helpers/teachers.php: getNameOptions($add_null_option = TRUE) 
./admin/helpers/teachers.php: getTopicOptions($add_null_option = TRUE) 
./admin/helpers/teachers.php: getCategoryOptions() 
 
5.2.5 Component com_workshops  
 
Breu explicació: 
 
Aquest component està dividit en dues parts, la part del backend i la part del 
frontend. És un dels components més importants del projecte posat que quasi tots els 
recursos giren al voltant d’ell. La part administrativa està divida en cinc submenús, el 
primer per al llistat i l’edició de tallers, el segon per al llistat i assignació de professors 
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per defecte als tallers (amb els seus rols), el tercer submenú permet el llistat i l’edició de 
sessions, el quart permet veure el llistat de professors assignats a les sessions com 
l’edició d’aquestes assignacions i el últim submenú serveix per a llistar i editar divises 
monetàries. A part de tot això, a les preferències del component es pot modificar la des-
viació que s’aplicarà als ratios així com les configuracions dels permisos del compo-
nent. A la part site del component es poden llistar els tallers públics, seleccionar-los, 
veure’n la informació detallada incloent tots els recuros que maneguen i sol·licitar una 
preinscripció (si es compleixen les restriccions esmentades a l’especificació de les ins-
cripcions). 
 
Llistat de funcions: 
 
./site/controllers/workshops.php: details() 
./site/views/workshops/view.html.php: display($tpl = null)  
./site/models/workshops.php: getTable($type = 'Workshops', $prefix = 'WorkshopsTable', 
$config = array())  
./site/models/workshops.php: getWorkshops() 
./site/models/workshops.php: getWorkshop($work_id) 
./site/models/workshops.php: getWorkshopSes($work_id) 
./site/models/workshops.php: dateDiff($time1, $time2) 
./admin/tables/sessions.php: __construct(&$db)  
./admin/tables/currencies.php: __construct(&$db)  
./admin/tables/currencies.php: delete($pk = null) 
./admin/tables/workteachers.php: __construct(&$db)  
./admin/tables/workshops.php: __construct(&$db)  
./admin/tables/sesteachers.php: __construct(&$db)  
./admin/controller.php: display($cachable = false)  
./admin/controllers/session.php: finalize() 
./admin/controllers/sessions.php: getModel($name = 'Session', $prefix = 'WorkshopsMo-
del')  
./admin/controllers/currencies.php: getModel($name = 'Currency', $prefix = 'WorkshopsMo-
del')  
./admin/controllers/workteachers.php: getModel($name = 'Workteacher', $prefix = 
'WorkshopsModel')  
./admin/controllers/workteachers.php: delete() 
./admin/controllers/workshops.php: getModel($name = 'Workshop', $prefix = 'WorkshopsMo-
del')  
./admin/controllers/workshops.php: delete() 
./admin/controllers/sesteachers.php: getModel($name = 'Sesteacher', $prefix = 
'WorkshopsModel')  
./admin/controllers/workshop.php: isWeekend($day) 
./admin/controllers/workshop.php: getNextNonWeekendDay($day) 
./admin/controllers/workshop.php: getSesNextDate($current, $freq, $exclude) 
./admin/controllers/workshop.php: checkNsessions($value) 
./admin/controllers/workshop.php: checkSesFreq($value) 
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./admin/controllers/workshop.php: checkPrior($start, $end) 
./admin/controllers/workshop.php: sesgenerate() 
./admin/controllers/workshop.php: jump($next_state) 
./admin/controllers/workshop.php: tryApply() 
./admin/controllers/workshop.php: changeState($next_state) 
./admin/controllers/workshop.php: canBeActivated($work_id) 
./admin/controllers/workshop.php: activateSessions($work_id) 
./admin/controllers/workshop.php: annulSessions($work_id) 
./admin/controllers/workshop.php: annulInscriptions($work_id) 
./admin/controllers/workshop.php: validate() 
./admin/controllers/workshop.php: redefine() 
./admin/controllers/workshop.php: publish() 
./admin/controllers/workshop.php: unpublish() 
./admin/controllers/workshop.php: open() 
./admin/controllers/workshop.php: close() 
./admin/controllers/workshop.php: activate() 
./admin/controllers/workshop.php: annul_closed() 
./admin/controllers/workshop.php: open_closed() 
./admin/controllers/workshop.php: activate_closed() 
./admin/controllers/workshop.php: close_open_activated() 
./admin/controllers/workshop.php: finalize_open() 
./admin/controllers/workshop.php: annul_closed_activated() 
./admin/controllers/workshop.php: open_closed_activated() 
./admin/controllers/workshop.php: finalize_closed_activated() 
./admin/views/sesteachers/view.html.php: display($tpl = null)  
./admin/views/sesteachers/view.html.php: addToolBar()  
./admin/views/sesteachers/view.html.php: setDocument()  
./admin/views/currency/view.html.php: display($tpl = null)  
./admin/views/currency/view.html.php: addToolBar()  
./admin/views/currency/view.html.php: setDocument()  
./admin/views/workteachers/view.html.php: display($tpl = null)  
./admin/views/workteachers/view.html.php: addToolBar()  
./admin/views/workteachers/view.html.php: setDocument()  
./admin/views/sesteacher/view.html.php: display($tpl = null)  
./admin/views/sesteacher/view.html.php: addToolBar()  
./admin/views/sesteacher/view.html.php: setDocument()  
./admin/views/workshops/view.html.php: display($tpl = null)  
./admin/views/workshops/view.html.php: addToolBar()  
./admin/views/workshops/view.html.php: setDocument()  
./admin/views/workteacher/view.html.php: display($tpl = null)  
./admin/views/workteacher/view.html.php: addToolBar()  
./admin/views/workteacher/view.html.php: setDocument()  
./admin/views/workshop/tmpl/edit.php: hideLevel()   
./admin/views/workshop/view.html.php: display($tpl = null)  
./admin/views/workshop/view.html.php: addToolBar()  
./admin/views/workshop/view.html.php: setDocument()  
./admin/views/session/view.html.php: display($tpl = null)  
./admin/views/session/view.html.php: addToolBar()  
./admin/views/session/view.html.php: setDocument()  
./admin/views/currencies/view.html.php: display($tpl = null)  
./admin/views/currencies/view.html.php: addToolBar()  
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./admin/views/currencies/view.html.php: setDocument()  
./admin/views/sessions/view.html.php: display($tpl = null)  
./admin/views/sessions/view.html.php: addToolBar()  
./admin/views/sessions/view.html.php: setDocument()  
./admin/models/workteacher.php: allowEdit($data = array(), $key = 'wt_id') 
./admin/models/workteacher.php: getTable($type = 'Workteachers', $prefix = 'WorkshopsTa-
ble', $config = array())  
./admin/models/workteacher.php: getForm($data = array(), $loadData = true)  
./admin/models/workteacher.php: loadFormData()  
./admin/models/sesteacher.php: allowEdit($data = array(), $key = 'st_id') 
./admin/models/sesteacher.php: getTable($type = 'Sesteachers', $prefix = 'WorkshopsTa-
ble', $config = array())  
./admin/models/sesteacher.php: getForm($data = array(), $loadData = true)  
./admin/models/sesteacher.php: loadFormData()  
./admin/models/session.php: prepareTable($table) 
./admin/models/session.php: allowEdit($data = array(), $key = 'wt_id') 
./admin/models/session.php: getTable($type = 'Sessions', $prefix = 'WorkshopsTable', 
$config = array())  
./admin/models/session.php: getForm($data = array(), $loadData = true)  
./admin/models/session.php: loadFormData()  
./admin/models/session.php: changeState($session_id, $state) 
./admin/models/sessions.php: __construct($config = array()) 
./admin/models/sessions.php: populateState($ordering = null, $direction = null) 
./admin/models/sessions.php: getListQuery()  
./admin/models/sessions.php: dateDiff($time1, $time2)   
./admin/models/currency.php: allowEdit($data = array(), $key = 'cur_id') 
./admin/models/currency.php: getTable($type = 'Currencies', $prefix = 'WorkshopsTable', 
$config = array())  
./admin/models/currency.php: getForm($data = array(), $loadData = true)  
./admin/models/currency.php: loadFormData()  
./admin/models/currencies.php: __construct($config = array()) 
./admin/models/currencies.php: populateState($ordering = null, $direction = null) 
./admin/models/currencies.php: getListQuery()  
./admin/models/workteachers.php: __construct($config = array()) 
./admin/models/workteachers.php: populateState($ordering = null, $direction = null) 
./admin/models/workteachers.php: getListQuery()  
./admin/models/fields/workteacher.php: getInput() 
./admin/models/fields/workentity.php: getInput() 
./admin/models/fields/workentity.php: getWorkCenter($work_id) 
./admin/models/fields/topiclist.php: getOptions($add_null_option = TRUE) 
./admin/models/fields/dropdown.js: listUpdate(str) 
./admin/models/fields/dropdown.js: stateChanged() 
./admin/models/fields/dropdown.js: GetXmlHttpObject() 
./admin/models/fields/center.php: getInput() 
./admin/models/fields/session.php: getInput() 
./admin/models/fields/workstatus.php: getInput() 
./admin/models/fields/workstatus.php: retrieveStatus($work_id) 
./admin/models/fields/currencylist.php: getOptions($add_null_option = TRUE) 
./admin/models/fields/levellist.php: getInput() 
./admin/models/fields/levellist.php: getOptions($add_null_option = TRUE) 
./admin/models/fields/worknsessionsbystate.php: getInput() 
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./admin/models/fields/workstartdate.php: getInput() 
./admin/models/fields/workopenins.php: getInput() 
./admin/models/fields/workpublic.php: getInput() 
./admin/models/fields/workname.php: getInput() 
./admin/models/fields/room.php: getInput() 
./admin/models/fields/timelist.php: getInput() 
./admin/models/fields/timelist.php: getOptions() 
./admin/models/fields/sessionstatus.php: getInput() 
./admin/models/fields/sessionstatus.php: retrieveStatus($session_id) 
./admin/models/fields/day.php: getInput() 
./admin/models/fields/workshop.php: getInput() 
./admin/models/rules/wtwork.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/stteacherrole.php: test(& $element, $value, $group = null, & $input 
= null, & $form = null) 
./admin/models/rules/wtteacher.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/workinsend.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/workins.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/worklevel.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/workplaces.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/workroom.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/sesroom.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/currencyname.php: test(& $element, $value, $group = null, & $input 
= null, & $form = null) 
./admin/models/rules/worktopic.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/workstart.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/stsession.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/workname.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/workcur.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/sesworkshop.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/stteacher.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/wtteacherrole.php: test(& $element, $value, $group = null, & $input 
= null, & $form = null) 
./admin/models/rules/workseasonend.php: test(& $element, $value, $group = null, & $input 
= null, & $form = null) 
./admin/models/rules/workseasonstart.php: test(& $element, $value, $group = null, & $in-
put = null, & $form = null) 
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./admin/models/rules/sestimes.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/workgroups.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/workprice.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/workcenter.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/workshops.php: __construct($config = array()) 
./admin/models/workshops.php: populateState($ordering = null, $direction = null) 
./admin/models/workshops.php: getListQuery()  
./admin/models/sesteachers.php: __construct($config = array()) 
./admin/models/sesteachers.php: populateState($ordering = null, $direction = null) 
./admin/models/sesteachers.php: getListQuery()  
./admin/models/workshop.php: getAFSessions($work_id) 
./admin/models/workshop.php: overlap($ses1, $ses2, $space) 
./admin/models/workshop.php: sessionsOverlap($work_id) 
./admin/models/workshop.php: getSessionTeachers($s, $work_id) 
./admin/models/workshop.php: getSessionTeachersUsernames($s, $work_id) 
./admin/models/workshop.php: teachersBilocation($work_id) 
./admin/models/workshop.php: getSessions($work_id = 0) 
./admin/models/workshop.php: hasDefaultTeachers($work_id) 
./admin/models/workshop.php: sessionHasTeacher($session_id) 
./admin/models/workshop.php: changeSessionState($state, $session_id) 
./admin/models/workshop.php: getSessionState($s) 
./admin/models/workshop.php: activateSessions($work_id) 
./admin/models/workshop.php: annulSessions($work_id) 
./admin/models/workshop.php: sessionsWithoutTeachers($work_id) 
./admin/models/workshop.php: timeZoneOffset($toConvert) 
./admin/models/workshop.php: createSessions($data, $dates) 
./admin/models/workshop.php: change_state($next, $work_id) 
./admin/models/workshop.php: allowEdit($data = array(), $key = 'work_id') 
./admin/models/workshop.php: getTable($type = 'Workshops', $prefix = 'WorkshopsTable', 
$config = array())  
./admin/models/workshop.php: getForm($data = array(), $loadData = true)  
./admin/models/workshop.php: loadFormData()  
./admin/models/workshop.php: updateWorkName($work_id) 
./admin/models/workshop.php: save($data) 
./admin/models/workshop.php: getStatus($pk) 
./admin/models/workshop.php: WorkshopsDeletable($pks) 
./admin/models/workshop.php: getInscriptions($work_id) 
./admin/models/workshop.php: annulInscriptions($work_id) 
./admin/helpers/workshops.php: getActions($workshop_id = 0) 
./admin/helpers/workshops.php: addSubmenu($vName) 
./admin/helpers/workshops.php: getCenters($add_null_option = TRUE) 
./admin/helpers/workshops.php: getEntities($add_null_option = TRUE) 
./admin/helpers/workshops.php: getWorkshops($add_null_option = TRUE) 
./admin/helpers/workshops.php: getStatus($add_null_option = TRUE) 
./admin/helpers/workshops.php: getSessionStatus() 
./admin/helpers/workshops.php: getSesDateTimes($work_id) 
./admin/helpers/workshops.php: getWorkshopName($work_id = 0) 
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./admin/helpers/workshops.php: getCenterEntity($center_id) 
./admin/helpers/workshops.php: getWorkshopNSessionsByState($work_id = 0, $state) 
./admin/helpers/workshops.php: isWorkshopPublic($work_id = 0) 
./admin/helpers/workshops.php: isWorkshopOpenIns($work_id = 0) 
./script.php: uninstall( $parent ) 
 
5.2.6 Component com_prefcens  
 
Breu explicació: 
 
Aquest component només té part frontend. S’encarrega de la gestió de la dispo-
nibilitat dels usuaris sobre centres (a quins centres estàn disposats a acudir) així com la 
gestió del seu centre preferit (si en tenen). Així, aquest és un petit component on sim-
plement es mostra el llistat de centres amb els quals es té disponibilitat com el centre 
preferit. 
 
Llistat de funcions: 
 
./site/controllers/prefcen.php: edit() 
./site/controllers/prefcen.php: save() 
./site/views/prefcen/view.html.php: display($tpl = null)  
./site/views/prefcens/view.html.php: display($tpl = null)  
./site/models/prefcen.php: getTable($type = 'Prefcens', $prefix = 'PrefcensTable', $con-
fig = array())  
./site/models/prefcen.php: getForm($data = array(), $loadData = true)  
./site/models/prefcen.php: loadFormData()  
./site/models/prefcen.php: savePrefCens($user_id, $centers) { 
./site/models/prefcen.php: savePreferred($user_id, $prefcen) { 
./site/models/prefcens.php: getUserId() 
./site/models/prefcens.php: getData() 
./site/models/prefcens.php: getPreferred() 
./site/models/fields/prefradio.php: getInput() 
./site/models/fields/prefradio.php: getOptions() 
./site/models/fields/prefcenscb.php: getInput() 
./site/models/fields/prefcenscb.php: getOptions() 
./admin/tables/prefcens.php: __construct(&$db)  
./script.php: postflight($type, $parent) 
 
 
5.2.7 Component com_prefcoms  
 
Breu explicació: 
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 Aquest component només té part frontend. S’encarrega simplement de llistar les 
comunitats de temes preferides segons el que s’ha escollit mitjançant el component an-
terior, el de les preferències de temes. Així, si s’escull un tema que pertany a una comu-
nitat de temes, automàticament aquella comunitat de temes és derivada com a comunitat 
preferida. 
 
Llistat de funcions: 
 
./site/views/prefcoms/view.html.php: display($tpl = null)  
./site/models/prefcoms.php: getUserId() 
./site/models/prefcoms.php: getData() 
./script.php: postflight($type, $parent) 
 
5.2.8 Component com_preftopics  
 
Breu explicació: 
 
Aquest component només té part frontend. És molt similiar al component 
com_prefcens posat que serveix per a escollir d’una banda els temes pels quals estàs 
disposat a realitzar tallers o t’interessen (poden ser cap o molts) i escollir un tema prefe-
rit (pot ser indiferent o un en concret). 
 
Llistat de funcions: 
 
./site/controllers/preftopic.php: edit() 
./site/controllers/preftopic.php: save() 
./site/views/preftopic/view.html.php: display($tpl = null)  
./site/views/preftopics/view.html.php: display($tpl = null)  
./site/models/preftopic.php: getTable($type = 'Preftopics', $prefix = 'PreftopicsTable', 
$config = array())  
./site/models/preftopic.php: getForm($data = array(), $loadData = true)  
./site/models/preftopic.php: loadFormData()  
./site/models/preftopic.php: savePrefTopics($user_id, $topics = array()) { 
./site/models/preftopic.php: savePrefTop($user_id, $preftop) 
./site/models/fields/prefradio.php: getInput() 
./site/models/fields/prefradio.php: getOptions() 
./site/models/fields/preftopicscb.php: getInput() 
./site/models/fields/preftopicscb.php: getOptions() 
./site/models/preftopics.php: getUserId() 
./site/models/preftopics.php: getData() 
./site/models/preftopics.php: getPreferred() 
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./admin/tables/preftopics.php: __construct(&$db)  
./script.php: postflight($type, $parent) 
 
 
5.2.9 Component com_prefdays  
 
Breu explicació: 
 
Aquest component només té part frontend. Aquest component serveix per a que 
els usuaris puguin configurar les preferències i la disponibilitat horària. En concret, un 
usuari pot: marcar els dies no disponibles de la setmana, el dia preferit de la setmana (o 
deixar-ho com a indiferent), la hora preferida de començament i, per a cada dia de la 
setmana, un rang horari de disponibilitat on es marqui la hora mínima acceptable de 
començament i la hora màxima de final. 
 
Llistat de funcions: 
 
./site/controllers/prefday.php: save() 
./site/views/prefdays/view.html.php: display($tpl = null)  
./site/models/fields/prefnavailablecb.php: function getInput() 
./site/models/fields/prefnavailablecb.php: getOptions() 
./site/models/fields/prefradio.php: getInput() 
./site/models/fields/prefradio.php: getOptions() 
./site/models/fields/timelist.php: getInput() 
./site/models/fields/timelist.php: getOptions() 
./site/models/prefdays.php: getTable($type = 'Prefdays', $prefix = 'PrefdaysTable', 
$config = array())  
./site/models/prefdays.php: getForm($data = array(), $loadData = true)  
./site/models/prefdays.php: loadFormData()  
./site/models/prefdays.php: savePrefDays($user_id, $tobind)  
./admin/tables/prefdays.php: __construct(&$db)  
./script.php: postflight($type, $parent) 
 
 
5.2.10 Component com_filterworks  
 
Breu explicació: 
 
 Aquest component només té part frontend. Aquest component no té cap taula 
associada ni cap entitat associada. Serveix per a filtrar tallers segons la disponibili-
tat/preferències dels usuaris. Així, quan un usuari accedeix a través d’un menú a aquest 
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component, es mostrarien dos llistats: el primer mostraria el llistat de tallers visibles al 
frontend que compleixen amb alguna de les característiques de disponibilitat en funció 
del que s’ha escollit respecte als centres, temes, i horaris. El segon llistat mostraria tots 
aquells tallers que compleixen amb totes les preferències en funció del que s’ha escollit 
com a centre preferit, tema preferit i horari preferit. 
 
Llistat de funcions: 
 
./site/views/filterworks/view.html.php: display($tpl = null)  
./site/models/filterworks.php: getPreferredWorkshops() 
./site/models/filterworks.php: getPossibleWorkshops() 
./site/models/filterworks.php: getWorkshops($works) 
./script.php: postflight($type, $parent) 
 
 
5.2.11 Component com_inscriptions  
 
Breu explicació: 
 
Aquest component està dividit en dues parts, la part backend i la part frontend. A 
la part frontend s’encarrega de dues coses: per una part l’usuari és capaç de veure l’estat 
i les característiques de les seves inscripcions a través d’un menú, i per l’altra de gestio-
nar les possibles sol·licituds de preinscripcions que es facin sobre els tallers, així com 
de demanar les dades necessàries per a la preinscripció. A la part del backend es permet 
als administradors del projecte gestionar aquestes inscripcions així com fer efectius els 
pagaments dels usuaris i anotar la data de pagament. El component satisfà les especifi-
cacions del diagrama d’estat mostrat a l’especificació per a aquesta entitat, els seus can-
vis d’estat, els algorismes associats a aquests canvis d’estat i els avisos als usuaris en 
funció d’aquests canvis. 
 
Llistat de funcions: 
 
./site/controllers/inscription.php: annul() 
./site/controllers/inscription.php: details() 
./site/controllers/inscription.php: partner() 
./site/controllers/inscription.php: arity() 
./site/controllers/inscription.php: enroll() 
./site/views/inscriptions/view.html.php: display($tpl = null)  
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./site/models/inscriptions.php: getTable($type = 'Inscriptions', $prefix = 'Inscripti-
onsTable', $config = array())  
./site/models/inscriptions.php: checkUserAlreadyEnrolled($work_id = 0, $user_id = 0, 
$ins_id = 0) 
./site/models/inscriptions.php: partnerExists($partner) { 
./site/models/inscriptions.php: getUserIdFromUsername($partner) { 
./site/models/inscriptions.php: getInscriptions() 
./site/models/inscriptions.php: getInsDetails($ins_id) 
./admin/tables/inscriptions.php: __construct(&$db)  
./admin/tables/inscriptions.php: _getAssetName() 
./admin/tables/inscriptions.php: _getAssetTitle() 
./admin/tables/inscriptions.php: _getAssetParentId() 
./admin/controller.php: display($cachable = false)  
./admin/controllers/inscription.php: request() 
./admin/controllers/inscription.php: makepayment() 
./admin/controllers/inscription.php: annul() 
./admin/controllers/inscriptions.php: getModel($name = 'Inscription', $prefix = 'Ins-
criptionsModel')  
./admin/controllers/inscriptions.php: delete() 
./admin/views/inscriptions/view.html.php: display($tpl = null)  
./admin/views/inscriptions/view.html.php: addToolBar()  
./admin/views/inscriptions/view.html.php: setDocument()  
./admin/views/inscription/view.html.php: display($tpl = null)  
./admin/views/inscription/view.html.php: addToolBar()  
./admin/views/inscription/view.html.php: setDocument()  
./admin/models/inscription.php: allowEdit($data = array(), $key = 'ins_id') 
./admin/models/inscription.php: getTable($type = 'Inscriptions', $prefix = 'Inscripti-
onsTable', $config = array())  
./admin/models/inscription.php: getForm($data = array(), $loadData = true)  
./admin/models/inscription.php: loadFormData()  
./admin/models/inscription.php: save($data) 
./admin/models/inscription.php: InscriptionsDeletable($pks) { 
./admin/models/fields/insuser.php: getInput() 
./admin/models/fields/insuser.php: getGroups() 
./admin/models/fields/insstate.php: getInput() 
./admin/models/fields/insstate.php: getTotalAmount($ins_id) 
./admin/models/fields/inswork.php: getInput() 
./admin/models/fields/instotalamount.php: getInput() 
./admin/models/fields/instotalamount.php: getTotalAmount($ins_id) 
./admin/models/rules/inspartner.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/insarity.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/insuser.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/insrole.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/rules/inswork.php: test(& $element, $value, $group = null, & $input = 
null, & $form = null) 
./admin/models/inscriptions.php: __construct($config = array()) 
./admin/models/inscriptions.php: populateState($ordering = null, $direction = null) 
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./admin/models/inscriptions.php: getListQuery()  
./admin/helpers/inscriptions.php: getActions($InsId = 0) 
./admin/helpers/inscriptions.php: getUsernameOptions($add_null_option = TRUE) 
./admin/helpers/inscriptions.php: getInscriptionStatus($ins_id)  
./admin/helpers/inscriptions.php: getWorkGroupsOf($work_id) 
./admin/helpers/inscriptions.php: getWorkNplaces($work_id) 
./admin/helpers/inscriptions.php: getWorkStatus($work_id) 
./admin/helpers/inscriptions.php: getWorkNpaids($work_id) 
./admin/helpers/inscriptions.php: getWorkFreePlaces($work_id) 
./admin/helpers/inscriptions.php: calcRatioPrime($work_id, $role) 
./admin/helpers/inscriptions.php: getDeviation() 
./admin/helpers/inscriptions.php: ratioSatisfy($ratio_prime, $deviation) 
./admin/helpers/inscriptions.php: requestIns($ins_id)  
./admin/helpers/inscriptions.php: changeStatus($ins_id, $next_state) 
./admin/helpers/inscriptions.php: sendEmail($recipient, $body, $subject) 
./admin/helpers/inscriptions.php: getEmailUsersFromIns($ins_id) 
./admin/helpers/inscriptions.php: getInscription($ins_id) 
./admin/helpers/inscriptions.php: AnnulIns($ins_id) 
./admin/helpers/inscriptions.php: canEnroll($ins_id)  
./admin/helpers/inscriptions.php: getAllPreEnrolledIns($work_id) 
./admin/helpers/inscriptions.php: getAllWLIns($work_id) 
./admin/helpers/inscriptions.php: reorganizeStates($work_id) 
./admin/helpers/inscriptions.php: getInsWorkshops($add_null_option = TRUE) 
./admin/helpers/inscriptions.php: getInsUsers($add_null_option = TRUE) 
 
5.3 Plugins desenvolupats  
 
Els plugins ens permeten modificar la funcionalitat del sistema sense la necessi-
tat d’alterar el codi existent. Per exemple, els plugins es poden fer servir per a alterar el 
contingut abans que aquest sigui mostrat, estendre la funcionalitat de cerca o implemen-
tar un mecanisme d’autenticació propi. 
A diferència dels components, els plugins utilitzen el patró de disseny Observer 
per a vigilar els esdeveniments. És mitjançant l’escolta d’aquests esdeveniments que es 
pot modificar la funcionalitat del sistema. Això, però, significa que s’està limitat només 
a modificar aquelles parts del sistema que disparen esdeveniments. 
Els plugins representen el listener, i poden definir tant una listener class com 
una listener function per a manegar amb els esdeveniments específics. 
Posat que al nostre sistema s’han desenvolupat 11 components i només un plugin 
no entrarem a detallar el desenvolupament d’aquests últims ja que la part principal del 
sistema s’ha evocat sobre els components. 
Simplement mencionar en aquest punt que el plugin que s’ha desenvolupat ha 
servit per a modificar la funcionalitat del component que Joomla! instal·la per defecte 
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per a manegar els usuaris (com_users). En concret, a l’especificació es detallava un 
conjunt d’informació associada a l’usuari més amplia que la que el component dels usu-
aris et deixa manegar per defecte. Així, l’objectiu d’aquest plugin ha estat el d’ampliar 
els camps associats a l’usuari mitjançant la creació d’un perfil. Aquest perfil en cap 
moment afecta a la taula per defecte dels usuaris, sinó que usa una altra taula i un identi-
ficador que associa aquell perfil a un usuari. D’aquesta manera s’integren d’una manera 
elegant i neta més camps als ja existents. 
Cap mencionar que no només s’han ampliat els camps, sinó que a més els admi-
nistradors poden configurar-los per tal de seleccionar si són opcionals, requerits o inha-
bilitats, cadascun d’ells per separat. 
S’ha de dir que per a desenvolupar plugins també existeix una estructura de di-
rectoris concretes i una divisió per fitxers on cada fitxer realitza una tasca en concret. 
No obstant, no es fa de la mateixa manera que el procés per a desenvolupar components. 
Llavors això ha suposat un esforç extra en temps i complexitat d’aprenentatge que in-
crementa el valor i els resultats del projecte. 
Els plugins de Joomla! es divideixen en grups segons el tipus de funcionalitat 
que ofereixen: system, content, user, authentication, editors, search, 
contact i xml-rpc. Mencionar que aquest en concret era, com es pot esperar, de 
tipus user.  
Finalment mencionar que, apart d’aquest perfil, també s’ha utilitzat el codi dels 
plugins per a resoldre el problema que es menciona al capítol que parla sobre les restric-
cions tecnològiques dels motors de les taules i les claus foranes. Així, s’ha col·locat 
codi a les dues listener classes onUserBeforeDelete i onUserAfterDelete. A la 
primera classe s’ha col·locat codi de comprovació de coses que s’havien de mirar abans 
de que un usuari fos eliminat, tal com si aquest usuari estava inscrit a algun taller que es 
llancés un avís i coses per l’estil. La segona classe s’ha fet servir per a fer l’emulació de 
la CONSTRAINT ON DELETE CASCADE de bases de dades que no es podia fer a través de 
la base de dades pel problema dels motors de les taules que es comenta al capítol men-
cionat. 
Com a conclusió a aquest capítol recalcar de la importància que ha suposat 
aprendre a desenvolupar un segon tipus d’extensions amb Joomla! i els resultats satis-
factoris i enriquidors que s’han tret d’aquest esforç extra. 
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6. Verificació 
 
En aquest capítol es pretén comprovar empíricament el funcionament del siste-
ma. Per tal de satisfer aquesta tasca, s’ha agafat una mostra del total de les operacions 
que es poden executar en el sistema. Per a cada operació de la mostra, s’han realitzat 
n=5 execucions i s’ha comprovat que s’executaven amb èxit i s’ha anotat el seu temps 
d’execució (expressat en microsegons). Amb les dades de les execucions, s’han calculat 
les mitjanes, les desviacions estàndard i els errors tipus (mostrals). A partir d’aquí s’ha 
pogut realitzar, per a cada operació de la mostra, un interval de confiança del 95% a 
través de la distribució de probabilitat T-Student (adient per a aquest cas posat que les 
variables són contínues i la mostra és petita). Les següents figures (la taula quantitati-
vament i la gràfica visualment) detallen amb claredat els rangs de valors dintre dels 
quals es pot afirmar, amb un 95% de confiança, que es troba la autèntica mitjana pobla-
cional per a cada tipus d’operació. Seguidament es detalla el procés portat a terme du-
rant aquest experiment: 
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Un cop agafada la mostra, enumerem les operacions que formen part d’una mos-
tra de 15 elements: 
 
[1] Llistar entitats 
[2] Llistar centres 
[3] Guardar centre 
[4] Llistar sales 
[5] Esborrar sales 
[6] Assignar temes a comunitat 
[7] Assignar nivells a escala 
[8] Llistar professors/categories 
[9] Llistar tallers 
[10] Generar sessions 
[11] Esborrar sessions 
[12] Llistar inscripcions 
[13] Filtrar tallers preferits 
[14] Anul·lar inscripció 
[15] Sol·licitar inscripció 
 
Per tant, per a cadascuna de les operacions anteriors, s’han realitzat les 5 execu-
cions, s’ha anotat el temps d’execució, s’ha deduït la mitjana, la desviació tipus, l’error 
tipus i els límits que conformen l’interval de confiança. Així, cada fila de la taula repre-
senta tots aquest valors per a cada operació: 
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De la qual se’n deriva la següent gràfica: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
A la gràfica s’han descartat les operacions [14] i [15] degut a que aquestes ope-
racions envien correus electrònics als usuaris i el seu temps d’execució són de l’ordre de 
~3 µs, fent difícil acomodar-les a una gràfica on la resta d’operacions són executades al 
voltant de l’ordre de ~0.02 µs. 
0,0000 
0,0100 
0,0200 
0,0300 
0,0400 
0,0500 
0,0600 
0,0700 
Mitjana Límit inferior Límit superior 
Op. n t1 t2 t3 t4 t5 Mitjana Desv. tipus Error tipus Límit inferior Límit superior
[1] 5 0,0113 0,0414 0,011 0,0236 0,012 0,0199 0,0131504 0,00588104 0,00353424 0,03618576
[2] 5 0,0143 0,0142 0,015 0,0257 0,014 0,0166 0,00507711 0,00227055 0,010316952 0,022923048
[3] 5 0,0572 0,0344 0,028 0,0303 0,029 0,0357 0,01229052 0,00549649 0,020421744 0,050938256
[4] 5 0,023 0,0215 0,016 0,0222 0,019 0,0204 0,00277002 0,00123879 0,01700112 0,02387888
[5] 5 0,0175 0,0256 0,037 0,0158 0,03 0,0252 0,00885861 0,00396169 0,014202344 0,036197656
[6] 5 0,0235 0,034 0,04 0,0236 0,021 0,0285 0,00807855 0,00361284 0,018430761 0,038489239
[7] 5 0,0244 0,0203 0,023 0,0344 0,026 0,0256 0,00536116 0,00239758 0,018924312 0,032235688
[8] 5 0,0183 0,0182 0,019 0,0145 0,018 0,0177 0,00184174 0,00082365 0,015393546 0,019966454
[9] 5 0,0123 0,0228 0,012 0,0126 0,013 0,0145 0,00465371 0,0020812 0,008702584 0,020257416
[10] 5 0,0133 0,0231 0,018 0,0486 0,061 0,0327 0,0209022 0,00934775 0,00673065 0,05862935
[11] 5 0,0193 0,0178 0,028 0,0199 0,059 0,0287 0,0171246 0,00765835 0,007460407 0,049979593
[12] 5 0,0125 0,0113 0,012 0,0223 0,012 0,0140 0,00466262 0,00208519 0,008211524 0,019788476
[13] 5 0,0086 0,0121 0,008 0,0134 0,009 0,0103 0,00238705 0,00106752 0,007296563 0,013223437
[14] 5 2,0751 2,1076 2,3312 2,0578 2,0564 2,1256 0,11675946 0,05221642 1,980667221 2,270572779
[15] 5 3,5268 3,4097 3,4232 3,5896 3,5423 3,4983 0,07838034 0,03505275 3,401013561 3,595626439
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Per tant, i com a conclusió final a l’experiment, podem dir que la taula (quantita-
tivament) i la gràfica (visualment) detallen amb claredat els rangs de valors dintre dels 
quals es pot afirmar, amb un 95% de confiança, que es troba la autèntica mitjana pobla-
cional per a cada tipus d'operació. 
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7. Conclusions 
  
 En aquest capítol es pretén donar una imatge de les conclusions que s’han extret 
del projecte. Així, aquestes es dividiran en els següents punts: planificació i costos fi-
nals, coneixements adquirits, feina assolida i possibles ampliacions. 
 
7.1 Planificació i costos finals  
 
Planificació: 
 
En aquest punt es pretén detallar la planificació temporal final del projecte i els 
costos derivats d’aquest Apart d’això, es vol comparar aquestes dades amb les previsi-
ons fetes inicialment i extreure’n unes conclusions com a conseqüència. 
La planificació temporal del projecte ha variat respecte de la proposta inicial per 
dues raons principals: la primera raó i la més important ha estat que la fase 
d’especificació s’havia previst de realitzar-se en 2 o 3 mesos com a molt inicialment i 
finalment s’ha dilatat de tal manera que no s’ha finalitzat fins passats uns vuit mesos des 
del seu inici. Això ha estat degut a que normalment a la fase d’especificació es fan dues 
o tres “iteracions” o “correccions” sobre el que es pretén fer. En aquest cas, però, aques-
tes iteracions s’han incrementat molt posat que el projecte no acabava d’estar especificat 
com es desitjava i no s’acabava de pactar un acord entre el director del proejcte i jo ma-
teix. 
La segona i no tan important ha estat l’aprenentatge de la tecnologia, la qual s’ha 
allargat més de l’esperat posat que no es disposaven d’uns coneixements bàsics 
d’aquesta (Joomla!) ni de llenguatges bàsics de programació web (PHP, HTML, JavaS-
cript o AJAX) i s’ha hagut de començar des de zero.  
Finalment mencionar (encara que això no ha impactat en la planificació perquè 
ja s’havia considerat) que el temps diari dedicat al projecte no podia ser total posat que 
s’ha hagut de compaginar amb una feina, la qual, en certs períodes era a temps parcial 
però en d’altres ha estat a temps complert. 
Així, a continuació s’expressa mitjançant el següent diagrama de Gantt la plani-
ficació temporal final: 
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Com es pot comprovar, els tres segments que més grossor temporal han necessitat 
han estat l’aprenentatge i experimentació amb la tecnologia, l’especificació i la imple-
mentació. En aquest punt m’agradaria recordar una frase que va mencionar un professor 
d’una assignatura de projectes de la carrera: “quan es fa una previsió temporal d’un 
projecte, un cop acabada s’hauria de multiplicar per dos per encertar”.  He comprovat 
que no anava gaire desencaminat. 
 
Costos: 
 
 Comparant amb la previsió inicial de costos, la derivació d’aquests no ha variat 
en quant al seu orgien. Tots els costos efectivament han provingut de recursos humans, 
és a dir, del temps empleat per a la realització del projecte per una mateixa persona.
 El que sí ha canviat ha estat l’estimació de les hores parcials dedicades a cada 
rol, posat que com s’ha vist al punt anterior, el temps dedicat al projecte s’ha desviat de 
la previsió inicial. Així, en la següent taula s’esgrimeixen, per a cada rol, el preu pagat 
per hora, les hores parcials dedicades, el còmput de diners per a cada rol i finalment el 
total d’hores dedicat i el cost total del projecte. 
Recursos humans: 
 
Rol Preu/Hora (€) Hores parcials € Parcials 
Cap projecte 15 60 900 
Analista 10 320 3200 
Dissenyador 10 640 6400 
Programador 8 720 5760 
Tester 8 80 640 
Comercial 10 60 600 
 Total: 1880 17500 
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Per tant, en allargar-se el projecte òbviament han incrementat els costos derivats 
d’aquest ja que s’han invertit moltes més hores de les previstes i sobretot els costos par-
cials com a rol d’analista, dissenyador i programador s’han vist força incrementats. 
 
7.2 Coneixements adquirits  
 
Coneixements tècnics i corba d’aprenentatge: 
 
Com s’ha mencionat al capítol dedicat a les decisions tecnològiques, s’ha decidit 
usar Joomla! com a tecnologia base per a desenvolupar el sistema. Aquesta decisió té 
com a fet col·lateral que s'ha d'estudiar com desenvolupar aplicacions web usant aquest 
sistema gestor de continguts. Es dedica un punt a aquest fet posat que l'aprenentatge ha 
suposat un tant per cent força significatiu del temps dedicat al projecte. 
Per tant, quan es parla del temps empleat en adquirir coneixements sobre un 
tema, en general es fa referència a l'anomenada corba d'aprenentatge. Aquesta és una 
representació gràfica de la taxa de canvi de l'aprenentatge d'una determinada activitat o 
eina. Sense ser massa rigorosos matemàticament i, amb una intenció més descriptiva 
que formal, a la següent figura es mostra aquesta representació. 
 
 
 
 
 
 
 
 
 
 
 
 
Observant en detall la gràfica, hi tenim que l'eix de les abscisses representa el 
temps transcorregut i el de les ordenades la quantitat de nova informació en forma 
d'aprenentatge digerit amb èxit. 
Es pot apreciar una primera fase d'aprenentatge lent des de el punt inicial fins al 
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punt a, després una segona fase de rendiment més alt des de el punt a fins al punt b i, 
finalment, una fase d'estabilitat en el rendiment. L'explicació d'aquestes fases és la 
següent: en el primer tram se'ns presenta una quantitat molt elevada de nova informació, 
molts conceptes nous difícils de digerir i de comprendre. Sens dubte és la fase més 
costosa de l'aprenentatge. A partir del punt a es comença a practicar amb exemples i a 
experimentar relacionant conceptes, aplicant moltes de les eines apresses i provant de 
treure un alt partit d'aquestes. Es pot observar com en aquest tram la corba es fa més 
elevada. 
A partir del punt b endavant entrem en una fase de consolidació dels 
coneixements. A partir d'aquest moment ja no adquirim tanta quantitat de nous 
coneixements i el que es fa és guanyar en la qualitat de com fer les coses que s'han 
practicat fins al moment. 
Així doncs, es fa un breu resum d'aquests nous conceptes adquirits durant 
aquesat fase basant-se en dos dels llibres que s'han fet servir com font principal de 
coneixements sobre Joomla! al llarg de tot el projecte: 
 Breu història de Joomla! i visió de conjunt de la tecnologia en general. 
 Procés des de la petició fins la resposta. Estructura URI  i de directoris així com 
una breu descripció de les biblioteques. També s'introdueix un nombre de classes 
habituals, variables, i constants que s'usen freqüentment quan es creen 
extensions. 
 Capítol dedicat a la base de dades. Parla sobre estendre la base de dades, 
convencions per a l'esquema de la base de dades i camps habituals. Aleshores es 
centra en l'emmagatzemament de tipus de dades en camps habituals i com fer 
front a requisits multilingües. Es cobreix com fer consultes a la base de dades i 
obtenir resultats, explorar com manipular tipus de dades habituals. El capítol 
finalitza amb una breu descripció de la classe JTable per a manegar taules. 
 El següent capítol ha estat de suma importància per al projecte, posat que tracta 
del disseny de components. Comença amb l’estructura i disseny bàsic de 
components usant el patró de disseny MVC de les sigles amb anglès Model-
View-Controller. Després s'aprèn la configuració d'aquests components i els seus 
elements i paràmetres.  El capítol termina discutint com fer l'empaquetatge de 
components i diversos fitxers d'instal·lació/eliminació. 
 Altres capítols parlen sobre el disseny de mòduls i plugins, usuaris, sessions i 
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navegadors. 
 També s'explica com mostrar la sortida i com mantenir la coherència. Es parla de 
la biblioteca joomla.html i es descriu com construir HTML layouts als 
components, paginació i detalls sobre itemized data. 
 S'ha estudiat també la API de Joomla!, com manegar amb el handling and 
throwing dels errors, avisos i notícies. Es parla de com construir extensions de 
Joomla! segures i uns quants erros habituals en temps de codificació i com 
evitar-los. Els darrers capítols es centren en l'explicació de vàries classes i eines 
útils per a manegar dates, vectors, estructures arbòries i d'altres. 
 Finalment hi ha un apèndix que detalla moltes de les classes de Joomla!. 
A més, s’ha provat de seguir un exemple de desenvolupament d’un component 
que s’encarrega de fer crítiques sobre receptes de restaurants, amb la seva part 
administrativa (backend) i la seva part pública (frontend). 
A part dels coneixements de Joomla!, s’ha aprés a desenvolupar en llenguatge 
PHP, HTML i una mica de JavaScript i AJAX. 
 
Coneixements generals sobre el projecte 
 
Valors: 
 
Posat que s’hi ha dedicat força temps, he pogut comprovar que valors com 
l’esforç, la constància i molt sovint, la fortalesa mental i la voluntat són imprescindibles 
per a aquest tipus de projectes. Estimar molt bé el temps és vital. 
 
Pas de la teoria a la pràctica: 
 
Durant la fase d’implementació s’ha pogut comprovar que transformar un siste-
ma especificat en una realitat no és tan directe com es pot esperar si no es té experièn-
cia. Durant aquesta fase han sorgit molts problemes inesperats i moltes restriccions tec-
nològiques que s’ignoraven en un principi per no tindre un bagatge d’anys d’experiència 
amb les tecnologies usades. Això ha fet reafirmar-me en el meu perfil d’enginyer havent 
de cercar solucions no sempre fàcils a aquests problemes inesperats. Els obstacles ines-
perats en un principi són incòmodes però un cop resolts i mirats amb perspectiva perme-
ten obrir noves formes de veure les coses que enriqueixen el camí. 
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Habilitats psico-socials: 
 
Valorar també el fet d’haver tingut contacte amb experts i en casos reals, haver 
fet entrevistes per a extreure informació valuosa per al projecte i prendre una mica el rol 
d’una persona que a la vida real es dedica a la presa de requisits. Realitzar aquestes tas-
ques aporten experiència i millora d’habilitats psico-socials, posat que la comunicació 
molt sovint es realitza entre dues parts on l’una té un perfil tècnic i l’altre no, però la 
segona és la que sol·licita unes funcionalitats i molts de cops no s’expressa bé o no té 
clar el que es vol demanar. 
 
7.3 Objectius i requisits satisfets  
 
Projecte: 
 
S’ha aconseguit desenvolupar un software que, encara que poder no satisfà totes 
les possibles necessitats d’una organització real, sí que respon als requisits pactats a 
l’anàlisi de requisits. Mencionar que d’aquests requisits inicials s’ha assolit el 100% 
dels obligatoris, tant dels funcionals com dels no funcionals i per temes de dilatament 
d’algunes fases del projecte s’han deixat d’implementar dos dels deu requisits opcionals 
(RF-50 i RF-51). 
 
Joomla!: 
 
 Mencionar que Joomla! (tecnologia estrella del projecte), és una eina que val 
molt la pena aprendre posat que, encara que costa al principi, les avantatges un cop do-
minada són infinites: reutilització de codi i procediments ja verificats per a tasques habi-
tuals, desenvolupament de components seguint uns patrons ben definits, és portable a 
diverses plataformes i en general, un llistat de característiques que la fan molt adient per 
a aquest tipus de projectes. 
 
 
 
 
 
112 
 
7.4 Possibles ampliacions  
 
 Finalment voldria recordar que el sistema no té perquè aturar-se aquí, posat que 
està dissenyat per a ser perfectament escalable i ampliable amb noves funcionalitats. 
Així, algunes d’aquestes possibles ampliacions podrien ser les següents. La pri-
mera seria acomplir els dos dels deu requisits opcionals que no s’han assolit. Si es fa 
una ullada al llistat de requisits, els dos que han quedat fora eren RF-50 i RF-51. 
El primer consistia que el sistema fos capaç de brindar als professors i als admi-
nistradors de la capacitat de fer un seguiment de les sessions que s’anaven executant. 
Així, per exemple un professor podria tindre un històric de l’assistència dels usuaris i 
unes possibles notes sobre cada sessió. 
D’aquesta manera els professors, un cop acabat el taller, podrien extreure unes 
conclusions individuals de l’evolució dels usuaris respecte al que han après en base a 
l’assistència i les notes individuals. 
Si a més, aquesta part fos accessible per a dispositius mòbils això en faria 
d’aquesta funcionalitat una cosa molt útil, posat que els professors podrien actualitzar el 
seguiment un cop acabada la sessió a través del seu mòbil. 
La segona consistia en que els temes es poguessin dividir en lliçons i alhora en 
punts. D’aquesta manera es podria crear una nova associació o relació entre una sessió 
planificada i una lliçó pertanyent al tema. 
Una altra possible funcionalitat o ampliació que es podria fer i que podria ser 
molt útil seria flexibilitzar els atributs de les sales. Així, en comptes de tindre uns atri-
buts de sala fixes, es podria crear una entitat amb la seva interfície per a crear possibles 
característiques que podrien tindre les sales i llavors aquestes últimes, en ser creades, es 
podrien associar a les característiques de les quals disposa. D’aquesta manera es genera-
litzaria molt més el ventall de possibilitats reals que abraça el projecte. 
Una altra possibilitat seria que el sistema tingués la capacitat d’executar tasques 
periòdiques automàticament. Una espècia d’eina cron com la que s’usa en entorns 
UNIX aplicat a aquest projecte i configurable a través de paràmetres del sistema. Així, 
per exemple, es podrien fer coses com “x (paràmetre) setmanes després de la publica-
ció d’un taller, automàticament obrir-lo per a inscripcions” o “y (paràmetre) mesos 
després de la finalització d’una sessió, aquesta és eliminada definitivament”. 
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En general, com més s’intenta automatitzar la realitat, més funcionalitats es po-
drien anar afegint al sistema però això és inversament proporcional al temps empleat i la 
planificació s’ha d’acotar en algun moment. 
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Apèndixs 
A. Model de casos d’ús  
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B. Entrevistes  
 
 La primera entrevista s’ha fet amb una entitat dedicada a l’organització de tallers 
i esdeveniments relacionats amb balls de saló, anomenada Ballaswing. L’experta que ha 
dedicat una hora a respondre preguntes ha estat Marta Cardús. Agrair-li plenament la 
seva col·laboració incondicional i el seu entusiasme per explicar-me el funcionament 
intrínsec de la gestió de Ballaswing. 
P1. Quan es crea un taller, quins paràmetres associats definiu? 
R1. Es defineix el tema i el nivell, la data d'inici i de fi, el preu i el número de places en 
funció de l'aforament de la sala alquilada a un centre. Es diferencia entre aforament per 
a tallers single i aforament entre tallers en parelles. Pel tema del ratio: més o menys 
cada 8 parelles s'hi deixa entrar una noia més (perquè les noies solen fallar més). 
P2. La gent fa preinscripció i inscripció? Es pot fer inscripcions per parelles? Si es vol 
fer per parelles i no se’n té se li cerca una? Automàticament? Teniu llista d’espera? 
R2. Es fan preinscripcions i inscripcions. La diferència és que una persona ja està 
pròpiament inscrita un cop ha pagat. Sí que es poden fer inscripcions per parelles. Si no 
es té parella l'associació te'n cerca una. Això es fa tot manualment (per telèfon, correus, 
missatges...). Hi ha una llista d'espera. Sempre s'intenta que ningú no quedi fora. Si per 
exemple no queden places i hi ha gent a la llista d'espera, s'intenta que algú que té plaça 
faci un taller alternatiu d'acord amb les seves preferències. D'aquesta manera la gent que 
estava en llista d'espera pot ocupar aquest nou lloc. Es mira també de no omplir al 100% 
els tallers per tal de tindre un petit marge de flexibilitat/maniobra per canvis d'última 
hora. 
P3. Què passa si un dia no pot vindre el professor? I si ha vingut molt poca gent? 
P3. Normalment es fan reunions del centre i a aquestes reunions els professors anticipen 
que no vindran a alguna sessió si escau. Llavors manualment es pregunta per un 
substitut o ajudant. Si pel que sigui el professor no ha avisat a les reunions de la seva 
absència, es cerca un substitut urgent trucant als professors per ordre de disponibilitat 
sobre la sessió. En cas excepcional que no es trobés cap professor, s'envia un missatge 
als alumnes dient-los que s'ha cancel·lat la sessió. Si ha vingut molt poca gent, 
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normalment es fa la sessió. Si la gent havia avisat amb temps que no assistirien, s'intenta 
anticipar aquesta absència massiva de clients a la sessió replanificant-la a un altre dia. 
P4. Com es fa el pagament? Què passa si algú no paga? Què passa si algú que ha pagat 
decideix anul·lar la seva inscripció? 
R4. El pagament es fa manualment. Si la gent pot pagar abans de que comenci el taller 
millor. Si algú encara no ha pagat el primer dia es dona confiança fins com a màxim el 
segon dia (segona sessió per a pagar). Si algú que ha pagat decideix que no vindrà més 
se li fa un val per una altra activitat. 
P5. Què passa si la sala està ocupada? Quan es reserven les sales pel taller? El nombre 
de places va en funció dels metres quadrats o aforament màxim de la sala? 
R5. El centre que gestiona la sala t'avisa de que està ocupada. En tal cas es mira de fer la 
sessió un altre dia. Si avisen amb poca antelació la re-planificació s'intenta que sigui 
gratuïta. Les sales s'intenten reservar quan es munta el taller o abans. 
P6. Quina jerarquia d’usuaris té el sistema? 
R6. Només administradors. Però estaria bé poder distingir entre el que pot fer un tipus 
d'usuari o un altre. 
P7. Organitzeu tallers de grups de més de dos persones? 
R7. En principi no, però si hi ha algun taller amb grups de més de dues persones es 
gestiona com un taller per parelles. Per exemple la Roda Cubana. 
P8. Feu algun tipus de seguiment de les sessions? Hi ha algun tipus de relació entre 
sessions planificades/reals? Està automatitzat? 
R8. Sí que es fa un seguiment del taller. El seguiment es fa manualment omplint un full 
“plantilla” (diferent per a tallers single o per parelles). A cada full s'indica: 
Temporada, Trimestre, Ball, Nivell, Dia i hora, Lloc, Data pagament de cada client, 
Núm. Soci de cada client, Data sessió, Anuncis dirigits a aquella sessió, Assistència o no 
del client, Programa previst, Professors, Programa fet, Conclusions (OK: alumne 
continua , KO: no continua) 
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P9. Com gestioneu els nivells dels usuaris? Què passa si algú s’apunta a un nivell 
superior al que ell creu que té? 
R9. Es dona confiança als clients i el primer dia poden demostrar el nivell que tenen. El 
professors llavors el considera oportú pel taller o li recomana un altre de nivell diferent. 
La prova de nivell no té perquè ser sempre a la primera sessió. També se li pot dir al 
client que vingui a un ball/exhibició d'algun dia en concret i allà mateix se li pot fer la 
prova. 
P10. Feu algun tipus de proves de nivell? Quan? Qui ha d’anar? Què passa si algú no 
pot assistir? 
R10. Relacionat amb la pregunta anterior. 
P11. Si algú no pot entrar al taller perquè està ple, se li ofereixen alternatives d’acord 
amb les seves restriccions horàries/llocs de preferència, etc.? 
R11. Sí sempre s'intenta oferir una alternativa d'acord amb les preferències del client. 
P12. Com gestioneu el calendari i la temporalitat? Munteu tallers per trimestres o com 
ho feu? 
R12. El calendari es divideix en cursos i alhora per trimestres. Els tallers van associats a 
un trimestre en concret. Juliol és un cas excepcional. 
P13.  Es pot fer pagament per internet?  
R13. No, els pagaments es fan manualment excepte per algun festival en concret. 
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La segona entrevista s’ha fet amb una persona encarregada d’administrar un mò-
dul de gestió d’activitats d’una entitat propera a la facultat. Aquesta persona s’anomena 
Ana Fàbregas i l’entitat és l’UNIVERS. L’entitat té anys d’experiència en l’àmbit de 
l’organització de tot tipus d’activitats on, entre d’altres, es porten a terme tallers de ball. 
Agrair-li també a l’Ana el temps que em va dedicar així com els manuals del software 
que ells fan servir, fent-ho sempre amb il·lusió i mostrant el funcionament a un nivell de 
detall més que desitjable. Aquest és el resultat: 
 
P1. Quan es crea un taller, quins paràmetres associats definiu? 
R1. Com es pot veure a la pantalla, a aquesta opció del menú es poden realitzar diferents 
accions sobre activitats genèriques: 
Afegir una nova activitat, modificar la informació d’una activitat existent, esborrar una 
activitat existent, consultar l’històric d’una activitat, duplicar una activitat (de fet ser-
veix per afegir-ne una nova però el codi el posa automàticament). Així, com pots veure, 
alguns paràmetres associats a una activitat són:  
Codi act. Genèrica, bloc (esportiu), àmbit (natura), subàmbit (bici), activitat, ti-
pologia, nivell, descripció, unitat responsable (tècnica), subunitat (promoció esportiva), 
tècnic en concret. 
P2. La gent fa preinscripció + inscripció? Es pot fer inscripcions per parelles? Si es vol 
fer per parelles i no se’n té se li cerca una? Automàticament? Teniu llista d’espera? 
R2. La gent només fa inscripcions, no hi ha preinscripcions. Les inscripcions es poden 
fer per parella esmentant que se’n posseeix però queda reflectida com si fos un tiquet 
doble pel cinema, sense esmentar la informació relacionada de la parella que es posseeix 
ni el rol que segueix, etc. Si el taller és per parelles i no se’n posseeix no se’n cerca. Hi 
ha llista d’espera sí. 
P3. Què passa si un dia no pot vindre el professor? I si ha vingut molt poca gent? 
R3. El sistema no ho tracta. Aquests casos es tracten manualment. No està automatitzat. 
P4. Com es fa el pagament? Què passa si algú no paga? Què passa si algú que ha pagat 
decideix anul·lar la seva inscripció? 
R4. El pagament pot ser tant efectiu com per targeta. La gent té 24 hores per anul·lar la 
seva inscripció. 
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P5. Què passa si la sala està ocupada? Quan es reserven les sales pel taller? El nombre 
de places va en funció dels metres quadrats o aforament màxim de la sala? 
R5. Això ho gestiona el centre on s’imparteix el ball. Ells t’avisen de les característiques 
de les sales, etc. 
P6. Quina jerarquia d’usuaris té el sistema? 
R6. Només administradors a nivell de mòdul d’activitats. 
P7. Organitzeu tallers de grups de més de dos persones? 
R7. Sí, n’organitzem. 
P8. Feu algun tipus de seguiment de les sessions? Hi ha algun tipus de relació entre ses-
sions planificades/reals? Està automatitzat? 
P8. No, tot això es fa manualment. Ho fa cada professor. I és un tema que estaria molt 
bé que estigués automatitzat ja que del seguiment de les sessions moltes vegades en 
depenen altres coses importants com l’assistència i per tant els crèdits que es poden 
atorgar o no als clients. 
P9. Com gestioneu els nivells dels usuaris? Què passa si algú s’apunta a un nivell supe-
rior al que ell creu que té? 
R9. Si algú s’equivoca i s’apunta a un nivell del qual no és capaç de suportar la culpa és 
seva. De totes maneres la gran quantitat d’activitats que fem solen ser del nivell més 
baix o inicial. 
P10. Feu algun tipus de proves de nivell? Quan? Qui ha d’anar? Què passa si algú no 
pot assistir? 
R10. No fem proves de nivell. La gent s’apunta on vol i prou. 
P11. Si algú no pot entrar al taller perquè està ple, se li ofereixen alternatives d’acord 
amb les seves restriccions horàries/llocs de preferència, etc.? 
R11. Malauradament el sistema no fa res de tot això. 
P12. Com gestioneu el calendari i la temporalitat? Munteu tallers per trimestres o com 
ho feu? 
R12. Fem dos temporades, la de tardor-hivern i la de primavera. La primera més o 
menys ronda del setembre a febrer i la segona de març a maig/juny. 
P13. Es pot fer pagament per internet?  
R13. Sí que se’n pot. 
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C. Components. Base de dades  
 
En aquest apèndix es mostren amb figures les diferents interfícies gràfiques dels 
components així com les taules associades a cada component. Abans d’endinsar-se en 
cada component, es mostra una figura de l’aspecte visual del login al backend, l’aspecte 
un cop s’ha autenticat a aquesta part administrativa del sistema i el punt d’accés als 
components del sistema (els que s’han afegit del projecte tenen una icona d’un cercle 
blau): 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
130 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
El primer component és com_entities i és el component encarregat de gestio-
nar les entitats. Només té una taula associada. Es divideix en la part backend i en la part 
frontend. El codi sql de creació de la taula és el següent: 
 
CREATE TABLE `#__entities` ( 
  `entity_id`   INT(11) NOT NULL AUTO_INCREMENT, 
  `entity_name`   VARCHAR(255) UNIQUE, 
  `entity_description`  MEDIUMTEXT NOT NULL, 
  `entity_logoname`  VARCHAR(511) NOT NULL, 
  `checked_out`   INT(11) NOT NULL DEFAULT '0', 
  `checked_out_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
   PRIMARY KEY  (`entity_id`) 
) ENGINE=InnoDB; 
 
A continuació es mostra la interfície gràfica del backend per a la visualització 
del llistat d’entitats i la interfície per a l’edició d’entitats: 
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 A continuació es mostra l’aspecte visual del frontend per a un usuari públic i el 
que es veu quan es desitja llistar les característiques de les entitats a la part del davant 
del sistema: 
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El següent component a mostrar s’anomena com_centers i és l’encarregat de 
gestionar els centres, les adreces i les sales. Com l’anterior, és un component amb part 
del davant i part del darrere. A continuació es mostra el codi de les taules relacionades 
amb aquest component i les respectives interfícies gràfiques del backend i frontend  
respectivament. 
 
 
CREATE TABLE `#__addresses` ( 
  `address_id`    INT(11) NOT NULL AUTO_INCREMENT, 
  `address_line_1`   VARCHAR(255), 
  `address_line_2`   VARCHAR(255), 
  `address_neighborhood`  VARCHAR(100), 
  `address_locality`   VARCHAR(100), 
  `address_region`   VARCHAR(100), 
  `address_country`   VARCHAR(100),  
  `address_postcode`   VARCHAR(15), 
  PRIMARY KEY (`address_id`) 
) ENGINE=InnoDB; 
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CREATE TABLE `#__centers` ( 
  `center_id`   INT(11) NOT NULL AUTO_INCREMENT, 
  `center_name`   VARCHAR(255), 
  `center_short_name` VARCHAR(3), 
  `center_phone`   VARCHAR(25), 
  `center_email`   VARCHAR(255), 
  `center_fax`   VARCHAR(25), 
  `center_comments`  MEDIUMTEXT, 
  `center_address_idfk` INT(11), 
  `center_entity_idfk`  INT(11), 
  `checked_out`   INT(11) NOT NULL DEFAULT '0', 
  `checked_out_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
   PRIMARY KEY (`center_id`), 
   INDEX (`center_address_idfk`), 
   FOREIGN KEY (`center_address_idfk`)  
   REFERENCES `#__addresses` (`address_id`) 
   ON DELETE SET NULL, 
   INDEX (`center_entity_idfk`), 
   FOREIGN KEY (`center_entity_idfk`)  
   REFERENCES `#__entities` (`entity_id`) 
   ON DELETE RESTRICT 
) ENGINE=InnoDB; 
 
 
 
CREATE TABLE `#__rooms` ( 
  `room_id`   INT(11) NOT NULL AUTO_INCREMENT, 
  `room_name`   VARCHAR(255), 
  `room_sqr_meters`  INT(10), 
  `room_capacity`  INT(15), 
  `room_ground_type`  VARCHAR(255), 
  `room_projector`  TINYINT(1) UNSIGNED NOT NULL DEFAULT '0', 
  `room_network`   TINYINT(1) UNSIGNED NOT NULL DEFAULT '0', 
  `room_audio_system`  TINYINT(1) UNSIGNED NOT NULL DEFAULT '0', 
  `room_natural_light`  TINYINT(1) UNSIGNED NOT NULL DEFAULT '0', 
  `room_comments`  MEDIUMTEXT NOT NULL, 
  `room_center_idfk`  INT(11), 
  `checked_out`   INT(11) NOT NULL DEFAULT '0', 
  `checked_out_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  PRIMARY KEY (`room_id`), 
  INDEX (`room_center_idfk`), 
  FOREIGN KEY (`room_center_idfk`)  
  REFERENCES `#__centers` (`center_id`) 
   ON DELETE RESTRICT 
) ENGINE=InnoDB; 
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 El següent component s’anomena com_topics i és l’encarregat de manegar 
amb la gestió dels temes, les comunitats, els nivells i les escales de nivells. Com els dos 
anteriors, és un component amb part de darrere i part al davant. A continuació es mos-
tren les taules associades a aquest component així com les interfícies gràfiques de llistat 
i edició. 
 
CREATE TABLE `#__levels` ( 
   `level_id`   INT(11) NOT NULL AUTO_INCREMENT, 
   `level_name`   VARCHAR(255), 
   `level_short_name`  VARCHAR(3) DEFAULT NULL, 
   `level_value`  INT(6) NOT NULL, 
   `checked_out`   INT(11) NOT NULL DEFAULT '0', 
   `checked_out_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
    PRIMARY KEY (`level_id`) 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
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CREATE TABLE `#__scales` ( 
   `scale_id`   INT(11) NOT NULL AUTO_INCREMENT, 
   `scale_name`   VARCHAR(255), 
   `checked_out`   INT(11) NOT NULL DEFAULT '0', 
   `checked_out_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
    PRIMARY KEY (`scale_id`) 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
 
CREATE TABLE `#__scales_levels_map` ( 
   `sl_scale_idfk`  INT(11) NOT NULL, 
   `sl_level_idfk`   INT(11) NOT NULL, 
    PRIMARY KEY (`sl_level_idfk`,`sl_scale_idfk`), 
    INDEX (`sl_level_idfk`), 
    FOREIGN KEY (`sl_level_idfk`)  
    REFERENCES `#__levels` (`level_id`) 
    ON DELETE CASCADE, 
    INDEX (`sl_scale_idfk`), 
    FOREIGN KEY (`sl_scale_idfk`)  
    REFERENCES `#__scales` (`scale_id`) 
    ON DELETE CASCADE 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
 
CREATE TABLE `#__topics` ( 
   `topic_id`   INT(11) NOT NULL AUTO_INCREMENT, 
   `topic_name`  VARCHAR(255), 
   `topic_short_name`  VARCHAR(3) DEFAULT NULL, 
   `topic_description` MEDIUMTEXT, 
   `topic_scale_idfk`  INT(11), 
   `checked_out`   INT(11) NOT NULL DEFAULT '0', 
   `checked_out_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
   PRIMARY KEY (`topic_id`), 
   INDEX (`topic_scale_idfk`), 
   FOREIGN KEY (`topic_scale_idfk`) REFERENCES `#__scales` (`sca-
le_id`) 
   ON DELETE CASCADE 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
 
CREATE TABLE `#__communities` ( 
   `community_id`   INT(11) NOT NULL AUTO_INCREMENT, 
   `community_name`   VARCHAR(255), 
   `community_description`  MEDIUMTEXT, 
   `checked_out`   INT(11) NOT NULL DEFAULT '0', 
   `checked_out_time`   DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
    PRIMARY KEY (`community_id`) 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
 
CREATE TABLE `#__communities_topics_map` ( 
   `ct_community_idfk`   INT(11) NOT NULL, 
   `ct_topic_idfk`  INT(11) NOT NULL, 
    PRIMARY KEY (`ct_community_idfk`,`ct_topic_idfk`), 
    INDEX (`ct_community_idfk`), 
    FOREIGN KEY (`ct_community_idfk`)  
    REFERENCES `#__communities` (`community_id`) 
    ON DELETE CASCADE, 
    INDEX (`ct_topic_idfk`), 
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    FOREIGN KEY (`ct_topic_idfk`)  
    REFERENCES `#__topics` (`topic_id`) ON DELETE CASCADE 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
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 El següent component s’anomena com_teachers i es divideix en la part admi-
nistrativa i la part del davant. Aquest component s’encarrega de gestionar la les catego-
ries que tenen els  professors sobre els diversos temes del sistema. Així, a la part del 
davant existeix una nova zona de menús per als professors on aquests poden sol·licitar 
que tenen un cert nivell sobre una categoria. A la part del darrere es validen aquestes 
sol·licituds. Aquestes sol·licituds també les poden fer els propis administradors. Com 
s’ha fet fins ara, es mostra la taula associada al component i les interfícies gràfiques. 
 
CREATE TABLE `#__teachers` ( 
  `teacher_id`    INT(11) NOT NULL AUTO_INCREMENT, 
  `teacher_user_idfk`  INT(11) NOT NULL, 
  `teacher_topic_idfk`   INT(11) NOT NULL, 
  `teacher_category`  TINYINT(4), 
  `teacher_status`  TINYINT(4), 
  `teacher_changed`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  `teacher_validated`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  `checked_out`    INT(11) NOT NULL DEFAULT '0', 
  `checked_out_time`   DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  PRIMARY KEY (`teacher_id`), 
  INDEX (`teacher_topic_idfk`), 
  FOREIGN KEY (`teacher_topic_idfk`)  
  REFERENCES `#__topics` (`topic_id`) 
 ON DELETE CASCADE 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
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 A continuació es detalla un dels components més importants i que més esforç 
s’hi ha dedicat a que sigui completat amb èxit. Aquest component s’anomena 
com_workshops i és l’encarregat de gestionar els tallers i tots els seus recursos (centres, 
sales, professors, ratio, canvis d’estat, etc.), així com les sessions, la generació automà-
tica d’aquestes i les divises. Aquest component es divideix en la part administrativa i la 
part que es mostra al davant. Es continua amb la dinàmica de mostrar les taules associa-
des al component i les interfícies gràfiques del sistema per a gestionar aquesta part. 
 
 
 
CREATE TABLE `#__currencies` ( 
  `cur_id`   INT(11) AUTO_INCREMENT, 
  `cur_name`  VARCHAR(255), 
  `cur_symbol`  VARCHAR(2), 
  `checked_out`   INT(11) NOT NULL DEFAULT '0', 
  `checked_out_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
   PRIMARY KEY (`cur_id`) 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
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CREATE TABLE `#__workshops` ( 
  `work_id`    INT(11) AUTO_INCREMENT, 
  `work_name`    VARCHAR(255), 
  `work_status`   TINYINT(3) UNSIGNED DEFAULT '0', 
  `work_topic_idfk`  INT(11), 
  `work_topic_level_idfk` INT(11), 
  `work_groupsof`   INT(10) UNSIGNED DEFAULT '1', 
  `work_nplaces`   INT(16) UNSIGNED DEFAULT '1', 
  `work_price`   DECIMAL(10,2) NOT NULL DEFAULT 0.00, 
  `work_center_idfk`  INT(11), 
  `work_room_idfk`  INT(11), 
  `work_price_currency_idfk` INT(11), 
  `work_ins_start`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  `work_ins_end`   DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  `work_start`   DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  `work_trim`   TINYINT(3) UNSIGNED DEFAULT '0', 
  `work_season_start`  INT(16) UNSIGNED DEFAULT '0', 
  `work_season_end`  INT(16) UNSIGNED DEFAULT '0', 
  `work_description`  MEDIUMTEXT, 
  `work_nsessions`  INT(8) UNSIGNED DEFAULT '0', 
  `work_ses_freq`   INT(10) UNSIGNED DEFAULT '1', 
  `work_excl_weekends`  TINYINT(1) UNSIGNED DEFAULT '1', 
  `work_ses_start`  TIME, 
  `work_ses_end`   TIME, 
  `checked_out`    INT(11) NOT NULL DEFAULT '0', 
  `checked_out_time`   DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
   PRIMARY KEY (`work_id`), 
  INDEX (`work_topic_idfk`), 
  FOREIGN KEY (`work_topic_idfk`)  
  REFERENCES `#__topics` (`topic_id`) 
 ON DELETE RESTRICT, 
  INDEX (`work_topic_level_idfk`), 
  FOREIGN KEY (`work_topic_level_idfk`)  
  REFERENCES `#__levels` (`level_id`) 
 ON DELETE RESTRICT, 
  INDEX (`work_price_currency_idfk`), 
  FOREIGN KEY (`work_price_currency_idfk`)  
  REFERENCES `#__currencies` (`cur_id`) 
 ON DELETE RESTRICT, 
  INDEX (`work_room_idfk`), 
  FOREIGN KEY (`work_room_idfk`)  
  REFERENCES `#__rooms` (`room_id`) 
 ON DELETE RESTRICT, 
  INDEX (`work_center_idfk`), 
  FOREIGN KEY (`work_center_idfk`)  
  REFERENCES `#__centers` (`center_id`) 
 ON DELETE RESTRICT 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
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CREATE TABLE `#__works_teachers_map` ( 
  `wt_id`   INT(11) AUTO_INCREMENT, 
  `wt_work_idfk`  INT(11) NOT NULL, 
  `wt_teacher_idfk`  INT(11) NOT NULL, 
  `wt_teacher_role` TINYINT(4) DEFAULT NULL, 
  `checked_out`   INT(11) NOT NULL DEFAULT '0', 
  `checked_out_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  PRIMARY KEY (`wt_id`), 
  UNIQUE (`wt_work_idfk`, `wt_teacher_idfk`), 
  INDEX (`wt_work_idfk`), 
  FOREIGN KEY (`wt_work_idfk`)  
  REFERENCES `#__workshops` (`work_id`) 
 ON DELETE CASCADE, 
  INDEX (`wt_teacher_idfk`) 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
 
CREATE TABLE `#__sessions` ( 
  `session_id`   INT(11) AUTO_INCREMENT, 
  `session_work_idfk`  INT(11), 
  `session_status`  TINYINT(2) UNSIGNED DEFAULT '0', 
  `session_start_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  `session_end_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  `session_room_idfk`  INT(11), 
  `checked_out`    INT(11) NOT NULL DEFAULT '0', 
  `checked_out_time`   DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  PRIMARY KEY (`session_id`), 
  INDEX (`session_work_idfk`), 
  FOREIGN KEY (`session_work_idfk`)  
  REFERENCES `#__workshops` (`work_id`) 
 ON DELETE CASCADE, 
  INDEX (`session_room_idfk`), 
  FOREIGN KEY (`session_room_idfk`)  
  REFERENCES `#__rooms` (`room_id`) 
 ON DELETE SET NULL 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
 
CREATE TABLE `#__sessions_teachers_map` ( 
  `st_id`   INT(11) AUTO_INCREMENT, 
  `st_session_idfk`  INT(11) NOT NULL, 
  `st_teacher_idfk`   INT(11) NOT NULL, 
  `st_teacher_role`  TINYINT(4) DEFAULT NULL, 
  `checked_out`    INT(11) NOT NULL DEFAULT '0', 
  `checked_out_time`   DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  PRIMARY KEY (`st_id`), 
  UNIQUE (`st_session_idfk`, `st_teacher_idfk`), 
  INDEX (`st_session_idfk`), 
  FOREIGN KEY (`st_session_idfk`)  
  REFERENCES `#__sessions` (`session_id`) 
 ON DELETE CASCADE, 
  INDEX (`st_teacher_idfk`) 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
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Destacar vàries coses de l’edició de tallers. La primera és que s’ha afegit una 
mica de codi amb AJAX per tal que quan es seleccioni un tema, automàticament al des-
plegable del nivell només apareguin els nivells que pertanyen a l’escala de nivells per la 
qual es regeix el tema seleccionat. Això fa l’experiència de l’usuari molt més agradable. 
 Una altra cosa a destacar són les dues vistes modal que s’utilitzen per a seleccio-
nar els centres entre els que s’han creat al component dels centres i el mateix amb les 
sales. El terme vista modal s’ha explicat al capítol dedicat al disseny de components 
Joomla! amb el patró MVC. Destacar també un conjunt de detalls que es deriven dinà-
micament del sistema, per exemple quina és l’entitat derivada segons el centre escollit, 
quantes sessions hi ha associades al taller i en quin estat es troben o el propi nom del 
taller que és una sintaxi que s’aplica en un dels centres entrevistats i està compostat 
d’abreviacions de diversos paràmetres relacionats amb el taller separats per un punt. 
També s’indica en quin estat està el taller i es mostren els botons per a fer els 
salts entre estats o transicions. Afegir també que segons a quin estat es troba el taller, 
s’habiliten o inhabiliten camps de tal manera que són modificables o no. També hi ha 
l’opció de fer la generació automàtica de sessions. Així, es pot especificar per exemple 
la data d’inici i la de fi, la freqüència amb la que es crearan les sessions i si s’ha 
d’excloure o no els caps de setmana alhora de crear les sessions. A part de tot això, hi ha 
la desviació que s’aplicarà als ratios i és un paràmetre global del component. 
A part de tot això hi ha tot un seguit de paràmetres que es poden visualitzar a la 
interfície gràfica i tot un conjunt força gran de comprovacions que es realitzen cada cop 
que l’usuari opera sobre el sistema (solapament de sessions, bilocació, sessions sense 
recursos assignats (professors), ...). 
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 Vistes modals per a seleccionar centres i sales del sistema aprofitant el disseny 
MVC i només creant una vista de selecció sense haver de tocar els models, posat que les 
dades són les mateixes. 
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Vista modal per a escollir un taller i vista modal per a escollir un professor 
d’entre els que tenen categoria validada per al tema del taller escollit. 
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Vista modal per a seleccionar sessions d’entre les existents. 
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Llistat de tallers al frontend. Si es prem sobre [+info] s’obre una finestra modal 
per a veure els detalls del taller a la part del davant, incloent-hi la informació de les ses-
sions. 
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El següent component també és força important i és el que manega les inscripci-
ons. El seu nom és com_inscriptions. Té la seva part administrativa i la seva part 
frontal. Gestiona inscripcions a tallers, els canvis d’estat de les inscripcions segons les 
especificacions i l’enviament d’avisos mostrant-se tant en pantalla com en correus elec-
trònics. Aquesta és la taula associada a aquest taller: 
 
CREATE TABLE `#__inscriptions` ( 
  `ins_id`   INT(11) NOT NULL AUTO_INCREMENT, 
  `ins_user_idfk`  INT(11) NOT NULL, 
  `ins_work_idfk`  INT(11) NOT NULL, 
  `ins_date`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  `ins_arity`  TINYINT(1), 
  `ins_role`  TINYINT(1), 
  `ins_partner_idfk` INT(11) NOT NULL, 
  `ins_status`  tinyint(3) UNSIGNED DEFAULT '0', 
  `ins_pay_date`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  `ins_pay_qtt`  DECIMAL(10,2) NOT NULL DEFAULT '0.00', 
  `checked_out`   INT(11) NOT NULL DEFAULT '0', 
  `checked_out_time`  DATETIME NOT NULL DEFAULT '0000-00-00 
00:00:00', 
  PRIMARY KEY (`ins_id`), 
  INDEX (`ins_work_idfk`), 
  FOREIGN KEY (`ins_work_idfk`) REFERENCES `#__workshops` 
(`work_id`) 
  ON DELETE CASCADE 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
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El següent component s’anomena com_prefcens i gestiona els possibles centres 
dels usuaris així com el centre preferit. És un component amb només part del davant. A 
continuació es mostren les taules associades al component i les interfícies gràfiques. 
 
CREATE TABLE `#__prefcens` ( 
   `prefcens_id`  INT(11) NOT NULL AUTO_INCREMENT, 
   `prefcens_user_idfk`  INT(11), 
   `prefcens_center_idfk` INT(11), 
    PRIMARY KEY (`prefcens_id`), 
    INDEX (`prefcens_center_idfk`), 
    FOREIGN KEY (`prefcens_center_idfk`)  
    REFERENCES `#__centers` (`center_id`) 
    ON DELETE CASCADE 
) ENGINE=InnoDB; 
 
CREATE TABLE `#__prefcen` ( 
   `prefcen_id`  INT(11) NOT NULL AUTO_INCREMENT, 
   `prefcen_user_idfk`  INT(11), 
   `prefcen_center_idfk` INT(11), 
    PRIMARY KEY (`prefcen_id`), 
    INDEX (`prefcen_center_idfk`), 
    FOREIGN KEY (`prefcen_center_idfk`) REFERENCES `#__centers` (`cen-
ter_id`) 
    ON DELETE CASCADE 
) ENGINE=InnoDB; 
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 El següent component és semblant a l’anterior, s’encarrega de gestionar les 
preferències que tenen els usuaris respecte els temes així com els possibles temes. 
S’anomena com_preftopics i només té part al frontend. A continuació les taules i la 
interfície gràfica: 
 
CREATE TABLE `#__preftopics` ( 
   `preftopic_id`  INT(11) NOT NULL AUTO_INCREMENT, 
   `preftopic_user_idfk`  INT(11), 
   `preftopic_topic_idfk` INT(11), 
    PRIMARY KEY (`preftopic_id`), 
    INDEX (`preftopic_topic_idfk`), 
    FOREIGN KEY (`preftopic_topic_idfk`)  
    REFERENCES `#__topics` (`topic_id`) 
    ON DELETE CASCADE 
) ENGINE=InnoDB; 
 
 
 
 
 
 
CREATE TABLE `#__preftop` ( 
   `preftop_id`   INT(11) NOT NULL AUTO_INCREMENT, 
   `preftop_user_idfk`  INT(11), 
   `preftop_topic_idfk`  INT(11), 
    PRIMARY KEY (`preftop_id`), 
    INDEX (`preftop_topic_idfk`), 
    FOREIGN KEY (`preftop_topic_idfk`)  
    REFERENCES `#__topics` (`topic_id`) 
    ON DELETE CASCADE 
) ENGINE=InnoDB; 
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El següent component s’encarrega de gestionar la disponibilitat horària així com 
les preferències horàries dels usuaris. Aquest component s’anomena com_prefdays 
només té part de frontend i s’accedeix a través del menú de preferències. La seva taula 
associada i la interfície gràfica és la següent: 
 
CREATE TABLE `#__prefdays` ( 
   `prefdays_id`   INT(11) NOT NULL AUTO_INCREMENT, 
   `prefdays_user_idfk`  INT(11) 
   `prefdays_prefday`   INT(11) NOT NULL DEFAULT '7', 
   `prefdays_navailable` VARCHAR(50), 
   `prefdays_hour`   TIME, 
   `prefdays_min_sun`  TIME, 
   `prefdays_max_sun`  TIME, 
   `prefdays_min_mon`  TIME, 
   `prefdays_max_mon`  TIME, 
   `prefdays_min_tue`  TIME, 
   `prefdays_max_tue`  TIME, 
   `prefdays_min_wed`  TIME, 
   `prefdays_max_wed`  TIME, 
   `prefdays_min_thu`  TIME, 
   `prefdays_max_thu`  TIME, 
   `prefdays_min_fri`  TIME, 
   `prefdays_max_fri`  TIME, 
   `prefdays_min_sat`  TIME, 
   `prefdays_max_sat`  TIME, 
    PRIMARY KEY (`prefdays_id`) 
) ENGINE=InnoDB DEFAULT CHARSET=utf8; 
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El següent component no té taules associades i serveix per a que els usuaris 
puguin filtrar tallers segons dos criteris: el primer criteri és segons la seva disponibilitat 
i el segon és segons les seves preferències. S’anomena com_filterworks i aquest és el 
seu aspecte: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 Finalment es mostra la interfície usada per a gestionar els usuaris, la interfí-
cie per a modificar els perfils, la configuració del plugin desenvolupat, el formulari de 
registre i el component modificat com_media per a satisfer les necessitats del sistema 
del projecte. 
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Es pot comprovar com un usuari que puja la seva foto, el directori on es guarda 
satisfà l’especificació esmentada de /images/nom_component/identificador/ i el 
botó de tornar enrere en l’arbre de directoris està inhabilitat per seguretat. Realitzar 
aquesta modificació sobre un component de Joomla! ha estat força delicat. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
169 
 
D. Instal·lació. Configuració  
 
 El sistema s’ha instal·lat a un servidor web local, encara que es podia haver ins-
tal·lat en un host remot. Aquest apèndix es divideix en les següents parts: instal·lació 
dels pre-requisits de Joomla!, instal·lació de Joomla!, instal·lació dels components i 
plugins del projecte i post-configuracions. 
 Llavors en el cas d’aquest projecte, Joomla! s’ha instal·lat sobre un servidor 
LAMP (Linux Apache MySQL PHP) local. Per a aconseguir-ho, primer s’ha entrat en 
una terminal de Linux i s’ha realitzat els següents passos: 
  
# ens fem root 
$ sudo su -        
 
# instal·lem els paquets de la base de dades 
# posem un password de root per l'usuari de mysql 
$ apt-get install mysql-server mysql-client  
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# instal.lem el servidor web 
$ apt-get install apache2      
 
# instal.lem aquests dos paquets de php 
$ apt-get install php5 libapache2-mod-php5   
 
# per defecte, està buit 
# afegim aquesta línea i guardem els canvis 
$ vi /etc/apache2/httpd.conf     
ServerName localhost 
 
# fem restart del servidor web 
$ /etc/init.d/apache2 restart     
 
# instal.lem phpmyadmin 
$ apt-get install phpmyadmin   
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 Per a verificar que la instal·lació s’ha fet correctament, podem seguir els se-
güents passos: 
 
a. Obrir un navegador i escriure http://localhost i comprovar que apareix el 
missatge per defecte d’apache. 
b. Editar un fitxer /var/www/info.php amb el següent contingut: 
<?php 
phpinfo(); 
?> 
 
c. Obrir un navegador i escriure http://localhost/info.php i comprovar que 
apareix la sortida de la funció de PHP. 
 
d. Obrir un navegador i escriure http://localhost/phpmyadmin i comprovar 
que podem autenticar-nos amb l’usuari i password configurats. 
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 Un cop s’ha tingut enllestit el servidor, els passos a seguir per a instal·lar Joom-
la! han estat els següents: 
1. Descarregar el paquet Joomla_2.5.4-Stable-Full_Package.tar.bz2 de 
www.joomla.org 
2. Descomprimir-lo a un directori 
3. Canviar el nom del directori a pfc 
4. Moure el directori dintre de /var/www/ 
5. Canviar el owner i el group de tots els fitxers recursivament dintre de 
/var/www/pfc a www-data (usuari i grup del servidor web). 
6. Escriure la següent adreça al navegador per a iniciar la instal·lació: 
http://localhost/pfc 
7. Un cop instal·lat, descarregar i instal·lar els paquets de traducció del nucli de 
Joomla! a castellà i català 
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 Un cop instal·lat el Joomla!, podem accedir-hi de dues maneres: 
1. http://localhost/pfc/administrator per al backend 
2. http://localhost/pfc per al frontend 
 
Aleshores es continua amb les post-configuracions. 
 
1. Configurar el correu electrònic: 
Backend -> Site -> Global Configuration -> Server -> Mail Settings 
Mailer: SMTP 
From email: exemple@gmail.com 
Fron Name: pfc 
Sendmail Path: /usr/sbin/sendmail 
SMTP Authentication: Yes 
SMTP Security: SSL 
SMTP Port: 465 
SMTP Username: exemple@gmail.com 
SMTP Password: ******** 
SMTP Host: smtp.gmail.com 
 
2. Configurar els grups i els nivells d’accés: 
Groups: 
- Public 
  - Registered  
    - Teachers 
  - Secretaries (renombrant Managers) 
    - Administrators (renombrant Administrator) 
  - Super Users 
  
Access Levels: 
- Manage (Renombrant Special) -> Secreatries, Super Users 
- Public -> Public 
- Registered -> Registered, Secretaries, Super Users 
- Teacher -> Teachers, Super Users 
 
3. Modificar permisos (per a pujar imatges als perfils del frontend) 
Backend -> Global Configuration -> Permissions -> Registered -> Create 
-> Allowed 
 
Backend -> Content -> Media Manager -> Options -> Permissions -> Re-
gistered -> Create -> Allowed 
 
 
4. Posar la imatge adjuntada al codi (per al logo per defecte de les entitats): 
default.jpg a /var/www/pfc/images/default.jpg 
 
5. Posar la redirecció de la pàgina d’inici: 
Backend -> Extensions -> Module Manager -> Login Form -> Login Redi-
rection Page and Logout Redirection Page -> Home 
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6. Inhabilitar els altres editors: 
Backend -> Extensions -> Plug-in Manager -> None i CodeMirror -> Disa-
ble 
 
Backend -> Extensions -> Plug-in Manager -> TinyMCE -> Functionality 
Simple 
 
7. Esborrar el “Toggle Button” a l’editor TinyMCE: 
$ sudo cp -p /var/www/pfc/plugins/editors/tinymce/tinymce.php 
/var/www/pfc/plugins/editors/tinymce/tinymce.php.old 
  
$ sudo vi /var/www/pfc/plugins/editors/tinymce/tinymce.php 
# Comentar aquestes dues línies a la funció onDisplay: 
//$this->_displayButtons($id, $buttons, $asset, $author) . 
//$this->_toogleButton($id); 
  
I posar-hi aquesta altra: 
$this->_displayButtons($id, $buttons, $asset, $author); 
 
 
8. Modificacions al component com_media: 
$ cd /var/www/pfc/administrator/components/com_media 
$ sudo cp -p controller.php controller.php.old 
$ sudo cp -p models/manager.php models/manager.php.old 
$ sudo cp -p views/images/tmpl/default.php 
views/images/tmpl/default.php.old 
  
Copiar els fitxers que tenim dintre del directori com_media_(admin) 
als llocs on hem fet backup 
$ cd /var/www/pfc/components/com_media 
$ sudo cp -p controller.php controller.php.old 
 
Copiar el fitxer que tenim dintre del directori com_media_(site) al 
lloc on hem fet backup 
 
9. Modificar plugin Joomla! de tipus user (pel tema de foreign keys a la taula 
user) 
$ cd /var/www/pfc/administrators/components/com_users/models/ 
$ sudo cp -p user.php user.php.old 
Copiem el d'aquest directori 
Fem això per comprovar abans d'esborrar usuaris si estàn inscrits a 
algun taller 
 
10. Modificar el model de com_users per comprovar abans d'esborrar usuaris si 
estan inscrits a algun taller 
$ cd /var/www/pfc/administrators/components/com_users/models/ 
$ sudo cp -p user.php user.php.old 
Copiem el d'aquest directori 
 
11. Afegir strings d'overrides pel missatge de no eliminació si l'usuari està ins-
crit a algun taller 
Copiar els overrides d'aquest directori dintre de: 
/var/www/pfc/administrator/language/overrides 
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12. Instal·lar els components, els plug-ins i configurar els menús, en el següent 
ordre: 
Instal·lar com_entities i afegir aquest menú: 
Backend -> Menus -> Main Menu -> Add New Menu Item -> Menu Item Type -
> Entities list, Menu Title -> Entities 
  
Instal.lar com_centers i afegir aquest menú: 
Backend -> Menus -> Main Menu -> Add New Menu Item -> Menu Item Type -
> Centers, Menu Title -> Centers 
 
Instal.lar com_topics i afegir aquest menú: 
Backend -> Menus -> Main Menu -> Add New Menu Item -> Menu Item Type -
> Topics, Menu Title -> Topics 
 
Instal.lar com_teachers i afegir aquest menú: 
Backend -> Menus -> New -> Teachers Menu 
Backend -> Menus -> Preferences (Add a module for this menu type) -> 
Teachers Menu -> position-7 -> Ordering after Preferences -> Access 
Teachers 
Backend -> Menus -> Teachers Menu -> New Menu Item -> My Categories -> 
Access Teachers 
  
Instal.lar com_workshops i afegir aquest menú: 
Backend -> Menus -> Main Menu -> Add New Menu Item -> Menu Item Type -
> Workshops, Menu Title -> Workshops 
  
Instal.lar com_prefcens i afegir aquest menú: 
Backend -> Menus -> New -> Title -> Preferences -> 
Backend -> Menus -> Preferences (Add a module for this menu type) -> 
Preferences -> position-7 -> Ordering after Main Menu -> Access Regis-
tered 
Backend -> Menus -> Preferences -> New Menu Item -> Preferences about 
centers -> Access Registered 
  
Instal.lar com_preftopics i afegir aquest menú: 
Backend -> Menus -> Preferences -> New Menu Item -> Topic Preferences 
-> Access Registered 
  
Instal.lar com_prefcoms i afegir aquest menú: 
Backend -> Menus -> Preferences -> New Menu Item -> Topic Communities 
Preferences -> Access Registered 
  
Instal.lar com_prefdays i afegir aquest menú: 
Backend -> Menus -> Preferences -> New Menu Item -> Timetable Prefe-
rences -> Access Registered 
  
Instal.lar com_inscriptions i afegir aquest menú: 
Backend -> Menus -> Personal -> New Menu Item -> My Inscriptions -> 
Access Registered 
  
Instal.lar com_filterworks i afegir aquest menú: 
Backend -> Menus -> Preferences -> New Menu Item -> Filter Workshops -
> Access Registered 
 
Instal.lar plg_user_profile5, habilitar el plugin i afegir menús: 
Backend -> Menus -> New -> Personal 
Backend -> Menus -> Personal (Add a module for this menu type) -> Per-
sonal -> position-7 -> Ordering After Main Menu -> Access Registered 
Backend -> Menus -> Personal -> New Menu Item -> User Profile -> Ac-
cess Registered 
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