INTRODUCTION
Even though research in systems analysis and design has been going on for about 40 years, successful software development is still an art rather than a science. In the 1980s, Jones (1986) observed that a typical project is one year late and 100% over budget. Yourdon (1989) reported application backlogs of four to seven years or more. The maintenance phase typically consumes up to 70% of programming effort, and it is errors, not enhancements, that account for 40% of maintenance (Yourdon, 1989) . Jones (1986) wrote: "It looks as if traditionally we spend about half our time making mistakes and the other half of our time fixing them."
IBM's Consulting Group (Jones, 1986) released the results of a survey of 24 leading companies that had developed large-scale distributed systems. The numbers were unsettling: 55% of the projects cost more than budgeted, 68% overran their schedules, and 88% had to be substantially redesigned. One high-profile failure is the $193 million Denver Airport baggage-handling system, partially responsible for delaying the opening of the airport for 18 months at a cost of more than $1 million a day. The Standish Group research (Jones, 1986) predicted that a staggering 31.1% of projects would be canceled before they ever get completed and 52.7% of projects would cost 189% of their original estimates. We do not expect the numbers to improve in the dawning years of the 21 st century. The latest challenge to the software engineering community is Web-based information systems development. Propelled by the popularity of Internet and electronic commerce, analyzing and designing Web-based systems will soon become the norm and a new breed of information modeling methods is needed for this purpose. Engineering information modeling methods to support Web-based applications is expected to be one of the main areas of research in next few years when companies and organizations move from designing Web pages to developing Webbased applications, and from developing intranets (i.e., intra-organization Webbased systems) and extranets (i.e., inter-organizations Web-based systems) to developing e-commerce and e-business systems. The need for suitable analysis and design methods becomes even more acute when enterprises start connecting their enterprise wide, and even industry wide, ERP and other planning systems to the Web and their Web applications.
INFORMATION MODELING AND METHOD ENGINEERING
Information modeling is concerned with the construction of computer-based, symbolic models that capture the meaning of information and organize it in ways that make it understandable and useful to people (Mylopoulos, 1997) . It involves investigating the requirements of the users and organizations and building an accurate and correct requirement specification for the purpose of understanding and communicating information systems design and development processes between the various parties. Information modeling is to information systems engineers what architectural drawing is to architects. It is an indispensable component of information systems development.
To perform information modeling, modeling methods are required. Some of the popular methods include the flow chart, data flow diagram, entity-relationship approach, object-oriented approach, Jackson's method, NIAM and many others.
The science of analyzing and designing information modeling methods is known as method engineering. Brinkkemper (1996) has defined method engineering as "a discipline to design, construct and adapt methods, techniques and tools for the development of information systems." If the method engineering process is supported by specific computer aided tools, we call the engineering discipline Computer Aided Method Engineering (CAME) and the supporting tools CAME tools. A person responsible for developing and implementing method specifications is called a method engineer. The border between metamodeling and method engineering is somewhat hazy, but metamodeling refers to the more general activities of modeling and comparing languages, whereas method engineering is more of an engineering activity targeted to produce better, or more formalized, methods.
INFORMATION MODELING CHALLENGES AND ISSUES IN THE INTERNET AGE
Although there are numerous information modeling methods available, existing methods are not designed to support the interactive, dynamic, hypertext and multimedia nature of Web-based applications. Some of the main challenges and issues in engineering the next generation information modeling methods are discussed below.
User Interface
Most of the existing methods are engineered to support transaction processing systems that will have little or no contact with end-users. In modeling these systems, user interface issues are usually not considered during the conceptual design process.
Web-based information systems, however, are totally different. More often than not, end-users will come into direct contact with the systems. Intermediaries and data entry personnel will be kept to a minimum. For such systems, the user interface should not be an afterthought. Rather, it should be one of the main design considerations. For example, how one screen will lead to another screen and what are the hyperlinks involved in a particular screen. For the millions of end-users that come into contact with the Web site, the interface is the system. The interface of transactions processing systems is usually simple and function-oriented. In contrast, the Web interface must be "cool, hip, and a killer." The use of graphics, sound, and animation is almost a "must" for Web site design. Designing something that is functional is no longer good enough-it must also be attractive and eye-catching.
Security
Security is another issue that has to be modeled and looked into from day one. It is no longer an issue that can be taken for granted, as network security is the most often cited concern about Internet and electronic commerce. It is not something that can be considered at the end after the system is functioning. Any companies looking to venture into the cyberspace will be asking questions about network security. If we cannot conceptually model network security using information modeling methods, it is hard to convince the management that the proposed Web information system is safe from hackers and cyber attacks. The use of hyperlinks adds another layer of complexity to the whole concept of security.
One of the main reasons for people to be worried about buying things on-line is that people do not trust that their private information will be kept private. The security of user profiles and other personal information has not necessarily been high on the list of concerns of Web systems developers, but this has to change as more and more of people's lives come on-line. Methods are needed that take security as one of their starting points, as Tolvanen, Rossi and Liu (1996) point out. The last chapter of this book in which the service models are discussed has important ideas about this.
Maintenance
The user interfaces for traditional systems are stable-if it is not broken, don't fix it. For Web systems, the interface needs to be continuously improved and enhanced. This is especially true for commercial Web sites where this is a need to attract newcomers and retain old customers. This presents new challenges to the maintenance staff-how to keep the conceptual models up-to-date with the continuously changing physical design. Methods are needed that separate the data and presentation layers neatly so that the technical aspects of database implementations do not hinder the artistic creativity of the interface designers. Section four of this book contains a few approaches like HMT and OOHDM, which take these aspects into account.
Components
As the amount of available code and systems increases, so should the possibility of reusing existing components. Reuse of objects and components has been said to be the panacea of ISD since the late 80s. The traditional code-based component modeling addresses the source code as a basis for reuse. Code components are dominant in modeling methods, which address technical designs, e.g. UML. Full support for modeling code components, however, requires extensions to the modeling methods. Now we are seeing first incarnations of component aware methods, such as the Catalysis extension to UML (Desmond, D'Souza & Cameron, 1998) .
Despite the traditional view of reuse as being centered on code, reuse can-and should-be extended to other artifacts of development. Reuse can be based on requirements, architectures, designs, etc. The benefits of reuse are greater when the reusable components are found from the earlier requirements or system designs, than from the later code-level components. For this reason modeling methods should address components at levels of abstraction higher than just source code. For the sake of simplicity we call these components domain-based. They are not concerned with the structures of programming language, but with the application area in which the system works. There is a lot of interest in this area now, but there are not many methods that could be said to support domain specific components.
Enterprise Integration
The wide application of enterprise wide systems, such as SAP R/3 and Baan Series, poses serious challenges for traditional systems development. Here the key issue is business modeling using techniques such as ARIS (Scheer, 2000) . Despite the wide coverage of these systems they need to be complemented with other systems, such as Web-applications and customer relationship management applications. The connections and linking between these systems need new kinds of methods that can model the components of various systems and their links. Another issue with ERP systems is broadening of their scope to supply-chain management and virtual corporations. What could come out of this may be service modelingoriented methods, which would have direct connections from the services to implemented components. This could lead, in an ideal world, into a situation where services could be modeled on-line, and after the models have been defined, it would be just a matter of finding a suitable application service provider to get the new service running.
RESEARCH DIRECTIONS IN INFORMATION MODELING Unified Modeling Language
The "standardization" of UML has resulted on one hand integrating and the other hand diversifying the field. On one hand it means that most IS developers can be safely assumed to know at least class diagrams of UML. There are plenty of seminars and training for UML modeling and processes. On the other hand, as with other methods before UML, most of the method users applying UML modify it for the local context. This means that there are huge diversions in the actual use of UML. Even further, many method developers have been adding features to UML (e.g. Catalysis (Desmond et al., 1998) and UML for Web systems (Conallen, 1999) . The concept extension capability of UML makes it very easy to define local extensions, which is very useful, but makes it less "unified."
MetaModeling and Meta-MetaModeling

Formal models of methods
The research in metamodeling formalism has been so far one of the most intensively studied areas in method engineering. The general requirements for ME languages can be found in Kottemann and Konsynski (1984), and Welke (1992) . They recognize the need for rich semantic constructs in modeling the conceptual structure and constraints of methods. Rolland, Souveyet, and Moreno (1995) present a set of characteristics of process models which a meta-process model should cope with. The strategies of integrating a meta-data model and a meta-process model are also addressed by Wijers and Dort (1990), and Tolvanen, Marttiin and Smolander (1993) .
Integration of methods
Integration of methods refers to the capability of a ME language to associate multiple meta (data) models and to administrate, to cross-check, to reuse, to transform, or to compare them. Several approaches for transforming between methods have been defined, but none of them has been universally applicable. The CDIF framework has tried to define a common basis for transporting models, but it has had only partial success. Recent efforts with XML show some promise in this area, but are far from ready.
Evaluation of methods
One driving force for ME is the need for a systematic and objective means to compare or evaluate methods, with the aim of reducing the "YAMA (Yet Another Modeling Approach) Syndrome" (Oei, Hemmen, Falkenberg & Brinkkemper, 1992) or "chopping down the methodology jungle" (Hofstede & Weide, 1993) . Two types of research can be distinguished according to the aim of method evaluation. One stream attempts to find prominent characteristics of methods by comparing a set of methods based on their meta-data model or meta-process model, or both (Oei & Falkenberg, 1994; Song & Osterweil, 1992; . These characteristics include similarities and differences among a set of methods (Hong, Goor & Brinkkemper, 1993; Song & Osterweil, 1994) . Another type is aimed at analyzing the complexitybased features of methods based on a standardized method metrics standard as proposed by McLeod (1997) and Rossi and Brinkkemper (1996) , and Chapter 19 of this book.
CONCLUSIONS
In this first chapter we have briefly looked at the field and some of its key research questions. We have primarily examined the method development perspective, whereas a few of the chapters in the foundation section of the book look at other issues such as social and linguistic issues surrounding information modeling. Despite the plethora of RAD methods and chaotic ISD approaches currently applied, we strongly believe that there is room for systematic ISD methods to support it.
The methods need to evolve as IS and the organizations evolve. New paradigms and new approaches to computing need to be integrated. The same holds true for integration of services and traditional back-end systems into on-line information service. New advanced methods for information modeling will be very useful for providing such services in a timely manner.
