Abstract: This paper reports on a continuing study into teaching programming to adult novice students. As part of the study we aim to find students' pattern of behavior when they are programming in Java. In a broader perspective, we are interested in improving the students' ability to write programming. By patterns of behavior, we mean finding the frequently made compiler errors and the pattern of debugging. We claim that incorporating students' most common errors in a form of debugging exercise will improve their ability to program.
Introduction
Introductory programming courses are known to be daunting for novice programming students in which students are expected to learn a new way of thinking as they learn a new language with an unfamiliar grammar. From the students' point of view, programming can be such an unintelligible module that students imagine the instructor is speaking a foreign language when he or she is teaching programming. Understanding the terminology is difficult, and presenting an analogy is not easy as there are often no similar scenarios in students' experience.
On the other hand the industry is still growing and the demand for competent programmers remains healthy. Programming is vocational and attracts students looking for a remunerative career. Often university courses teach to large number of students, which eliminates the traditional interaction between students and instructors. (Canup & Shackelford, 1998; Preston & Shackelford, 1998) . This requires students to be more resolute, to be purposeful in learning and to rely on their own effort. One way to encourage students to do this is to give them the opportunity to learn from their mistakes. Nonetheless, this kind of learning should be supervised in such a way that each error plays a significant role in the process of learning.
These issues together require careful design of the teaching approach, which is efficient and effective. However there will not be one absolutely correct method but we hope to establish good practice. The main purpose of this research is to capture the pattern of students' programming behaviour. These patterns can be adapted to teaching to form a careful design of the errors in order to provide an opportunity for students to learn from the most commonly made errors.
For this purpose, three phases were established in this research. The first phase of the study investigates the pattern of compiler errors that is commonly generated by students. The second phase of this study examines the pattern of debugging amongst novice students. It aims to find out what understanding makes some students more able than others in terms of debugging. The third phase of the study applies the found patterns to the teaching of computer programming and measures improvement. The improvement is measured by students' marks in different type of tests and also by the type and number of compiler errors generated by them.
First Experiment
One way to investigate students' problems in programming is by investigating 'what goes wrong'. Research into students' programming errors has spanned nearly two decades (BOULAY, 1989; Pea, 1986 ; J. C. Spohrer & Soloway, 1986 ; James C. Spohrer et al., 1985) .
However, little research (Coull et al., 2003; Hristova et al., 2003) has been done looking at the pattern that is created by students' compiler errors. Nevertheless the importance of the compiler errors was shown by Ebrahimi (1994) , in which he shows that students who frequently made errors in language construct were more likely to make errors in plan compositions.
Amongst the research concerning compiler errors, Hristova et.al (2003) is the only work carried out on a large scale. However, even in Hristova's research which attempted to create a comprehensive list of errors, it is not clear how frequent the errors were; which errors happened most often; if the errors related to specific concepts; if there were any changes in the frequency of the errors; or when the course was proceeding. Also interestingly, in all that research, it is implied that the most common errors are those for which students most of time seek help, but it is not clear that seeking help is a valid index of frequency. In the present research, we collected the students' errors as they attempted the programming exercises (Ahmadzadeh et al., 2005) .
In order to carry out the monitoring process for the current research, students' compiler messages were collected as students attempted the programming exercises that were set during the term. All error, warning and cautionary messages were collected, together with a time-stamp and the source code to which they applied, and these were stored in a database.
This process continued for the whole semester and every message (error, warning and caution) from every student's compilation was recorded. This was achieved using Jikes (Jikes, 2003) , an open source Java compiler. We were able to modify the source code of this compiler so as to store the required information in a manner that was unobtrusive to the students, although they were informed that this data was being collected as a matter of ethical issues. In addition, no manual processing, which required student's identification, was carried out through the course of this research. The process of collecting data from the database and analysing them was done by a program written in Java. As a result, statistical calculations and students' programs, if it was needed, were provided in a file without any students' identification included. It should be mentioned that the overhead of saving source files and error messages at each compilation was less than the improvement in compilation time obtained by using jikes rather than javac.
In total fifteen exercises were given to the students covering the basic programming material in Java. Two programming exams were also set online, using a locally developed system known as CourseMarker (Higgins et al., 2002) . This enabled us to ensure that the marking system was consistent for each student and reliable and accurate as a basis for the research.
One hundred and ninety two students took the module. However, the number of students may vary from one exercise to another, as some of the students did not complete every exercise.
The data related to each exercise was retrieved from the database as soon as the assignment was due.
The patterns of behaviour found amongst novice students, when generating compiler errors learning different concepts (Ahmadzadeh et al., 2005) , was not consistent with the existing research (Hristova et al., 2003) . It was revealed that seeking help is not a valid index of frequency of making compiler errors. This difference can be interpreted in two possible ways.
Firstly, these errors originate from a simple mistake rather than a misconception therefore students are able to solve the problem themselves rather than seeking help. The second assumption can be that students do not know what they think they know, which leads them to make similar errors frequently. For this case more research needs to be carried out.
An increase in the negative correlation between time spent in debugging a program and students' marks as a result of increased expertise was found that suggests that debugging skills can be a useful predictor for student performance. However, in this experiment students were required to correct their own erroneous program. To investigate the correctness of this theory when students correct an unfamiliar erroneous program the second experiment was designed.
Second Experiment
In this experiment, the relation between synthesis skills and analytical skills in programming was investigated (i.e. programming performance vs. debugging skills). It was found that the more the students are able in debugging skills the more they perform better in programming, but the reverse is not true. This happens since some of the students comprehend the program implementation better than others (Ahmadzadeh et al., 2005) . This led us to provide an environment for our students to improve their debugging skills along with the programming. This formed our third experiment.
Third Experiment
We proposed an approach to teaching in which students would be exposed to more debugging situations. With this approach students have similar opportunities for debugging and programming. Thus it is hoped that by enhancing the level of program comprehension, programming ability will be improved. This approach was implemented for a new intake of students and their performance was compared with the previous years students who had been taught by our traditional approach.
Research methodology
The method of data collection remained the same as for the previous experiments in which automated data collection was carried out (Ahmadzadeh et al., 2005) . In average 110 students participated in different experiments of this phase of research. To make a fair comparison, the students' background in both cohorts was studied. Our school uses the same criteria for admitting the students in each of the years. Therefore it is believed that students, who register for this course, have a similar background. It should be noted that the criteria for selecting the students is based on their marks in 'A'-level examinations. This method may well distinguish diligent students but probably does not distinguish the students according to their talent for programming very well.
Nevertheless students' background was investigated and the three most common subjects that students had chosen were studied. In both years, mathematics, computing and physics were the most common subjects. Mathematics had been taken by most of last year's students in comparison with those in the current year. However, the current year's students had achieved exactly the same average mark for mathematics as for the year before. If it is believed that mathematics aptitude has positive correlation with programming aptitude (Wilson & Shrock, 2001) , it might therefore be said that last year's students were slightly better than the current year's, as more students entered university having a mathematics background. A comparison of the computing background reveals that last year 75% of the students had a computing background while in current year just 55% of them had this advantage. In terms of physics, again last years students seem to be better than the current year as not only have more people passed the course, but they also achieved a higher average mark. Overall it seems that the current years intake comprises weaker students. This provided a challenging environment to test the effectiveness of the modified approach.
To measure the performance, several issues were considered. First of all, the type and number of errors that students produced while doing the weekly exercises and online programming exams in comparison with last year. The second is their performance in terms of the marks they achieved for their assignments, on-line programming test, multiple choice question tests, in comparison with last year's students. In order to do this, the changes that were made to the teaching needed to be minimal. Students had two exercises for every concept (i.e. conditionals, loops, etc.) to be submitted weekly. Therefore the only change that was considered to the teaching approach, was to design an erroneous program to be corrected by students to replace the first exercise that last years students needed to program in a week. The second programming exercise remained the same as last year in terms of the structure, however the specification needed to differ from the previous year. This programming exercise was used to compare two groups of the students.
To design an erroneous program for each concept, the type of logical and semantic errors that were applicable to both the concept and program specification were chosen. Semantic errors were selected from the finding of our first experiment and logical errors were chosen from the existing research (BOULAY, 1989; Pea, 1986 ; J. C. Spohrer & Soloway, 1986;  James C. Spohrer et al., 1985) . Examples of given errors can be seen in the appendix. The on-line programming exam and multiple choice question exams were also designed in the same way as the last year. However where it was possible, last year's exam questions were used again as these had been kept secret.
Results
The performance of students was studied in two ways; first the number of the errors that was produced by them and second the mark that they gained during the course. This data was compared with last year's students' data to investigate if any improvement had occurred.
The Errors' Numbers
The results showed that regardless of the method of teaching, the type of the errors that are made most often were the same in both years. However, in this experiment, the new approach is seen to help decrease the number of errors made per person. In almost every concept this reduction is significant (Table 1) . This indicates that this new method of teaching helped students to better understand the syntax than last year's students. 
Marks
To analyse the result statistically, we have used two-tail t-test, which addresses whether the means (of the marks of two years) are statically different. By calculating t-test, we are looking at the differences between scores for two groups by considering the difference between their According to the significance table, the difference between means in concepts such as Conditionals, Loops, Methods, Arrays and Classes are not significant. Therefore we cannot reject H0. This significant difference shows an improvement using the innovative method when Strings are practiced. In the on-line programming exam, MCQ2 (multiple choice question number 2) and MCQ3 showed no significant improvement however MCQ1 showed significant difference (p-value= 0.009 <0.05) in favour of the traditional approach. It should be noted that MCQ1 was not used as a mean of testing our new approach, as students had not used our method prior to this exam. This exam was used as an index to see which group showed more talent in programming (Table 2) . 
Feedback From Students
A questionnaire was designed in order to find out students' opinions about the new method of teaching where the debugging exercises were added. Eighty-three students participated in the experiment, which account for 69% of all students. 61% of the students had not programmed before, while 38% had done some programming.
It can be seen from Table 3 that the majority of the students believed that the debugging exercises had helped their learning in term of programming concepts and the Java language.
Also, the majority of the students agree that carrying out the debugging exercise has helped them in recognising the compiler and logical errors, when they come to write their own programs. Students were asked to rate each concept from one to five with regard to how the debugging exercises helped their learning. A grading of one meant the debugging exercises were of no help, whereas five meant they were a great help. The average mark for each concept that a debugging exercise provided was three, except for the methods and loops, where the grade was 4. This means that students believed that the debugging exercises did help them learn these concepts.
Interestingly, the investigation of the students' grading regarding the usefulness of programming exercises shows exactly the same result for the different concepts. Therefore it means that debugging exercises have been as useful as programming exercises. Having the same result means that students are comfortable carrying out such an exercises.
In an open-ended question students were asked to think about which part of the teaching strategy they thought was most helpful to their learning. 47% of the students said that programming exercises were the most useful, 35% believed that both the exercises (programming & debugging) helped them a lot, while 18% believed that the debugging exercises had been the most useful.
The majority of the students, who chose the programming exercises as being the most On the other hand, students who chose debugging as the most efficient way indicated that they could see a sample of programming implementation, which helped their learning. In all the cases, the emphasis is on seeing real working code to help them write the program later.
For example one of the students says: This comment however demonstrates the novices' strategy at debugging, which was based on guessing and not producing a hypothesis. This is evidence for the result that was achieved in previous experiment, where the major problem in debugging is in understanding the program implementation.
Overall it can be concluded that students are happy about the debugging exercise as a way of learning, and that it complements programming exercises.
Discussion & Further Work
In our third experiment it was explained that the new comers had weaker backgrounds than the previous year's students. This background was measured by their mathematics and MCQ1 exam mark. Nevertheless they showed an improved performance in producing errors and the same performance in their marks, which we attribute to our revised approach.
Also, learning from mistakes is a well-known method of learning and errors are believed to have a positive impact on learning and can therefore play an important role in training process. Normally learning from mistakes is construed as learning from the errors generated by students when writing a program, which is the synthesis part of the programming. In this experiment, we applied learning from mistakes in the analytical part of the programming (i.e. debugging) by carefully incorporating some errors into the exercises which we taught, and are useful for learning to program.
Due to the nature of this work there were several constraints in designing the experiments.
One big limitation was the design of the exercises. It was necessary to make the exercises as similar as possible to those used the last year in order for a fair comparison to be made. Therefore, it was not possible to add certain errors covering some concepts because of the nature of the specification. If some specific errors were to be added to the program the specification would also have to change, which was not possible. For example, when the class concept was taught, it was necessary to add some errors that were directly related to these concepts. Last year however, the initial structure of the class was given to the students and so we needed to do the same this year, otherwise the consistency of the research would have been compromised. As a result of this situation a less effective error related to this subject was all that could be added to the program. That is why when students' performance is investigated it seems that for some concepts students have improved better than others.
We believe that the errors that we used for some concepts were more appropriate than for others and that is why the performance on those concepts was more convincing. Therefore, if the right errors are added to the exercises learning will improve significantly.
Pair programming has been acknowledged by researchers (Williams & Upchurch, 2001 ) as a way of increasing retention and minimising errors. The impact of pair programming along with our suggested method for teaching could be an issue for future research. Also it will be useful if the error messages of the Jikes compiler (Jikes, 2003) are changed to something that is more understandable by students, and for the experiments to be repeated to see whether or not our results are repeated.
