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ABSTRACT
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Doctor of Philosophy
Power Minimisation Techniques for Testing Low Power VLSI Circuits
by Nicola Nicolici
Testing low power very large scale integrated (VLSI) circuits has recently become
an area of concern due to yield and reliability problems. This dissertation focuses on
minimising power dissipation during test application at logic level and register-transfer
level (RTL) of abstraction of the VLSI design ﬂow.
The ﬁrst part of this dissertation addresses power minimisation techniques in scan se-
quential circuits at the logic level of abstraction. A new best primary input change (BPIC)
technique based on a novel test application strategy has been proposed. The technique
increases the correlation between successive states during shifting in test vectors and
shifting out test responses by changing the primary inputs such that the smallest num-
ber of transitions is achieved. The new technique is test set dependent and it is applicable
to small to medium sized full and partial scan sequential circuits. Since the proposed
test application strategy depends only on controlling primary input change time, power is
minimised with no penalty in test area, performance, test efﬁciency, test application time
or volume of test data. Furthermore, it is shown that partial scan does not provide only
the commonly known beneﬁts such as less test area overhead and test application time,
but also less power dissipation during test application when compared to full scan. To
achieve power savings in large scan sequential circuits a new test set independent multi-
ple scan chain-based technique which employs a new design for test (DFT) architecture
and a novel test application strategy, is presented. The technique has been validated using
benchmark examples, and it has been shown that power is minimised with low computa-
tional time, low overhead in test area and volume of test data, and with no penalty in test
application time, test efﬁciency, or performance.
The second part of this dissertation addresses power minimisation techniques for test-
ing low power VLSI circuits using built-in self-test (BIST) at RTL. First, it is important to
overcome the shortcomings associated with traditional BIST methodologies. It is shown
how a new BIST methodology for RTL data paths using a novel concept called test com-
patibility classes (TCC) overcomes high test application time, BIST area overhead, per-
formance degradation, volume of test data, fault-escape probability, and complexity of the
testable design space exploration. Second, power minimisation in BIST RTL data paths
is achieved by analysing the effect of test synthesis and test scheduling on power dissi-
pation during test application and by employing new power conscious test synthesis and
test scheduling algorithms. Third, the new BIST methodology has been validated using
benchmark examples. Further, it is shown that when the proposed power conscious test
synthesis and test scheduling is combined with novel test compatibility classes simultane-
ous reduction in test application time and power dissipation is achieved with low overhead
in computational time.CONTENTS ix
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Figure 2.5: Dual speed LFSR for power minimisation during test application [190]
of primary inputs used for switching activity computation during low power logic synthe-
sis. However the computational time in [49] is very high due to the complexity of the test
vector ordering problem which is reduced to ﬁnding a minimum cost hamiltonian path in
a complete, undirected, and weighted graph. The high computational time is overcome
by the techniques proposed in [56, 69, 72] where test vector ordering assumes a high
correlation between switching activity in the circuit under test and the hamming distance
[56, 72] or transition density [69] at circuit primary inputs. For combinational circuits
employing BIST several techniques for minimising power dissipation were proposed re-
cently [22, 44, 45, 68, 70, 119, 120, 121, 190, 197, 198]. In [190] the use of dual speed
linear feedback shift register (DS-LFSR) lowers the transition density at the circuit inputs
leading to minimised power dissipation. The DS-LFSR operates with a slow and a normal
speed LFSR, as shown in Figure 2.5, in order to increase the correlation between consec-
utive patterns. It should be noted that the slow LFSR has both a slow clock and a normal
clock as inputs, as well as a control signal which selects the appropriate clock depending
on the operation. It was shown in [190] that test efﬁciency of the DS-LFSR is higher than
in the case of the LFSR based on a primitive polynomial with a reduction in power dis-
sipation at the expense of more complex control and clocking. optimum weight sets for
input signal distribution are determined in order to minimise average power [198], while
the peak power is reduced by ﬁnding the best initial conditions in the cellular automata
(CA) cells used for pattern generation [197]. It was proven in [22] that all the primitive
polynomial LFSR of the same size, produce the same power dissipation in the circuit un-
der test, thus advising the use of the LFSR with the smallest number of XOR gates since it
yields the lowest power dissipation by itself. A mixed solution based on reseeding LFSRs
and test vector inhibiting to ﬁlter a few non-detecting sub-sequences of a pseudorandomCHAPTER 2. MOTIVATION AND PREVIOUS WORK 32
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Figure 2.6: Vector ﬁltering and test pattern generator reseeding for power minimisation
during test application [68].
test sequence was proposed in [68, 70]. A sub-sequence is non-detecting if all the faults
found by it are also observed by other detecting sub-sequences from the pseudorandom
test sequence. An enhancement of the test vector inhibiting technique was presented in
[70, 119, 120, 121] where all the non-detecting sub-sequences are ﬁltered. The basic
principle of ﬁltering non-detecting sequences is to use decoding logic to detect the ﬁrst
and the last vectors of each non-detecting sequence as shown in Figure 2.6(a). After theCHAPTER 2. MOTIVATION AND PREVIOUS WORK 34
sequences [68]. The seed memory combined with the decoding logic (Figure 2.6(b)) is
better than only decoding logic (Figure 2.6(a)) in terms of low power dissipation and high
fault coverage, at the expense of higher BIST area overhead.
A different approach for ﬁltering non-detecting vectors inspired by the precomputa-
tion architecture [8] is presented in [45]. The MASK block shown in Figure 2.7 is a
circuit with a latch-based architecture or AND-based architecture which either eliminates
or keeps unaltered the vectors produced by the LFSR. The enable logic implements an in-
completely speciﬁed boolean fuction whose on-set [51] is the set of the unaltered vectors
and whose off-set is the set of the eliminated (non-detecting) vectors [45]. An improve-
ment in area overhead associated with ﬁltering non-detecting vectors without penalty in
fault coverage or test application time was achieved using a non-linear hybrid cellular
automata [44]. The hybrid cellular automata shown in Figure 2.8 generates test patterns
for the CUT using cell conﬁgurations optimised for low power dissipation under given
fault coverage and test application time constraints. The regularity of multiplier modules
and linear sized test set required to achieve high fault coverage lead to efﬁcient low power
BIST implementations for data paths [12, 74, 75, 77, 89].
Regardlessoftheimplementationtypeofthetestpatterngenerator, BISTarchitectures
signiﬁcantly differ one from another in terms of power dissipation [166]. The three dif-
ferent architectures shown in Figures 2.9(a)-2.9(c) were evaluated for power dissipation,
BIST area overhead and test application time. It was found in [166] that the architecture
consisting of an LFSR and a shift register SR (Figure 2.9(c)) produces lower power dis-
sipation, BIST area overhead and test application time when compared to a single LFSR
(Figure 2.9(a)) and two LFSRs with reciprocal characteristic polynomials (Figure 2.9(b)).
However, this is achieved at the expense of lower fault coverage and hence reduced test
efﬁciency due to the modiﬁed sequence of patterns applied to the CUT which does not
detect all the random pattern resistant faults.
Circuit partitioning into subcircuits and conscious subcircuit test planning have an
important inﬂuence on power dissipation as described in [67]. The main justiﬁcation for
circuit partitioning is to obtain two different structural circuits of approximately the same
size, so that each circuit can be successively tested in two diferent sessions as shown
in Figures 2.10(a)-2.10(d). In order to minimise the BIST area overhead of the result-
ing BIST scheme (Figures 2.10(c)-2.10(d)), the number of connections between the twoCHAPTER 2. MOTIVATION AND PREVIOUS WORK 36
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Figure 2.10: Circuit partitioning for power minimisation during test application [67].
subcircuits has to be minimum. It was shown in [67] that by partitioning a single cir-
cuit entity into two subcircuits and executing two successive tests as shown in Figures
2.10(c)-2.10(d), savings in power dissipation can be achieved with roughly the same test
application time as in the case of a single circuit entity.
Although the techniques proposed for minimising power dissipation during test appli-
cation in combinational circuits at the logic level of abstraction achieve good results, they
can further be combined with the techniques proposed at register-transfer level.CHAPTER 3. BEST PRIMARY INPUT CHANGE TIME 44
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circuits is introduced. Furthermore, the effect of combining the primary input change
time with test vector and scan cell ordering [49] on power dissipation is investigated. The
proposed test application strategy depends only on controlling the primary input change
time, and hence minimises power dissipation during test application with no penalty in
test area, performance, test efﬁciency, test application time or volume of test data.
The rest of the chapter is organised as follows. Section 3.1 gives the motivation and
objectives of the proposed research. In Section 3.2, the power dissipation model and
the parameters which are accountable for power dissipation in scan circuits during test
application are described. Section 3.3 explains why the primary input change time has
strongimpactonreducingspurioustransitionsduringtestapplication. Newalgorithmsfor
exploiting all the parameters which lead to considerable savings in power dissipation are
introduced in Section 3.4. Experimental results and a comparative study of full scan and
partial scan from the power dissipation standpoint are presented in Section 3.5. Finally,
concluding remarks are given in Section 3.6.CHAPTER 4. MULTIPLE SCAN CHAINS-BASED POWER MINIMISATION 96
Logic
Selection
x
x
x
y
y
y
y
y
y
z
z
z
z
z
z
0
1
2
0
1
2
3
4
5
0
1
2
3
4
5
S
S
S
S
S
S
0
1
2
3
4
5
ScanIn
ScanOut
Figure 4.2: Example 4.1 circuit illustrating compatible and incompatible scan cells.CHAPTER 4. MULTIPLE SCAN CHAINS-BASED POWER MINIMISATION 105
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Figure 4.9: Proposed algorithm for partitioning scan cells in multiple scan chains.CHAPTER 4. MULTIPLE SCAN CHAINS-BASED POWER MINIMISATION 120
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Figure 4.13: Comparison in power reduction, overhead in volume of test data and test
area, and computational time for BPIC test application strategy introduced in chapter 3
and the newly proposed multiple scan chains (MSC) technique, when using MINTEST
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Figure 5.1: Register-transfer level (RTL) built-in self-test (BIST) hardware insertion.
logic optimisation which satisﬁes the area and delay constraints and prepares the design
for the physical design automation tools. The aim of this chapter is to introduce a new
BIST methodology for RTL data paths using a novel concept called test compatibility
classes (TCC) which reduces the problems associated with traditional BIST embedding
methodology such as high test application time, BIST area overhead, performance degra-
dation, volume of test data, fault-escape probability and large computational time required
for testable design space exploration. The rest of the chapter is organised as follows. Con-
sidering testability at RTL, motivation, and objectives of the proposed research are given
in Section 5.1. Section 5.2 introduces the TCC grouping methodology. BIST hardware
synthesis for TCC grouping is given in Section 5.3. Experimental results of benchmark
and complex hypothetical data paths are presented in Section 5.4. Finally, concluding
remarks are given in Section 5.5.CHAPTER 5. TEST COMPATIBILITY CLASSES 125
minimum test hardware in order to ensure that all the embedded modules in the circuit
are hierarchically testable was presented in [64]. In [65] a technique for extracting func-
tional (control/data ﬂow) information from RTL controller/data path is presented, thus
avoiding the use of high level information [64]. Recently in [118] a testability analysis
methodology for modular designs is introduced which extracts a set of justiﬁcation and
propagation requirements based on the cone-of-logic of each input and output. However,
despite reducing both area overhead and ATPG complexity the test application time and
the volume of test data are still high.
The second approach to enhance testability of RTL circuits is built-in self-test (BIST)
which overcomes the problems of ATPG, test application time and volume of test data
[4]. BIST hardware synthesis at RTL can be further subdivided to functional-based and
structural-based BIST hardware synthesis. Functional-based BIST hardware synthesis
based on algorithmic and deterministic BIST scheme was presented in [76].This algo-
rithm uses a high level cell fault model, and data paths are assumed to be composed of
only speciﬁc adders/subtracters and multipliers. Combination of different BIST schemes
and reusing pre-existing modules of the data path for functional-based BIST hardware
synthesis under heterogenous test schemes was proposed in [21]. Another functional-
based BIST hardware synthesis [63] uses the controller netlist to extract the test con-
trol/data ﬂow to derive a set of symbolic justiﬁcation and propagation paths. In [164]
regular expression based high level symbolic testability analysis further reduces test area
overhead under delay constraints by carefully selecting a small subset of registers to serve
as test pattern generators and output response analysers. Recently, redundancy identiﬁ-
cation and testability improvement of digital ﬁlter data paths was proposed in [79] which
restricts to circuits which are described as a network of shift, add, delay, sign-extension
and truncation elements. All the previous functional-based BIST hardware synthesis tech-
niques [21, 63, 76, 79, 164] depend strongly on the functional information of data path
modules and/or high level control/data ﬂow. Therefore they can not deal with complex
multi-functional library modules used in custom applications [57] and for complex data
paths the volume of test data is excessively large. On the other hand, structural-based
BIST hardware synthesis inserts test registers by analysing interconnections between reg-
isters and modules in a given RTL netlist, without using the functional information of data
path modules or high level control/data ﬂow. This makes structural-based BIST hardwareCHAPTER 5. TEST COMPATIBILITY CLASSES 127
d. the huge size of the testable design space where test synthesis and test scheduling
are strictly interrelated (Figure 1.9 from Chapter 1) leads to long computational
time for efﬁcient testable design space exploration.
To overcome the large number of test registers in the BIST embedding methodology
(problem (a)), a methodology based on chaining modules into test paths was described
in [85, 150]. Randomness and transparency of data path modules [40] are used to guide
the simultaneous test path generation and test scheduling. Despite reducing the perfor-
mance degradation, the greater number of test patterns for each test path, which are no
longer truly pseudorandom, increased the test application time. The test path generation
algorithm lacked the global view of the design space and the suboptimum solution de-
pends on the order in which the modules are processed. Furthermore, the pipelined test
scheduling for multiple clock cycles test paths increases the complexity of the BIST con-
troller as the design complexity is enlarged. Concurrent checkers [82, 127] were used
for reducing fault-escape probability (problem (b)) during off-line self-test. While large
BIST area overhead solutions based on duplicate circuitry realized in complementary
form are described in [127], the results presented in [82] show that extra test hardware
required to achieve low fault-escape probability, if designed as a combination of a con-
current checker and signature analysis registers, is more cost-effective than the design
using only signature analysis registers. Recently a different approach which combines
mutual and signature testing schemes [1] was proposed for reducing fault-escape proba-
bility. This approach uses test registers that combine equality comparators and signature
analysis registers leading also to reduction in the volume of test data (problem (c)). How-
ever, due to large number of test registers when maximum test concurrency is targeted the
problem of BIST area overhead and performance degradation are not solved. The pre-
vious approaches [1, 40, 82, 85, 127, 150] proposed separate solutions for solving only
one of the problems (a) - (c) at the expense of the other problems of the BIST embedding
methodology. Furthermore, the interrelation between test synthesis and test scheduling
which leads to huge size of the testable design space (problem (d)) was not solved ef-
ﬁciently by the previously described approaches [14, 28, 33, 47, 92, 115] which trade
off the quality of the ﬁnal solution and computational time. Therefore, this chapter in-
troduces a new BIST methodology for RTL data paths using a new concept called test
compatibility classes which overcomes problems (a)-(d).CHAPTER 5. TEST COMPATIBILITY CLASSES 162
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Figure 6.5: Time and Area Test Synthesis and Scheduling (TA-TSS) for data path circuit
from Figure 2.3 in section 2.2.1 from chapter 2.CHAPTER 6. LOW POWER BIST FOR RTL DATA PATHS 176
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Figure 6.6: Power Conscious Test Synthesis and Scheduling (PC-TSS) for data path cir-
cuit from Figure 2.3 in section 2.2.1 from chapter 2.CHAPTER 6. LOW POWER BIST FOR RTL DATA PATHS 186
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Figure 6.9: Comparison of test application time, BIST area overhead, test application
power, and shifting power when using TA-TSS and PC-TSS for BIST embedding method-
ology applied to elliptic waveform digital ﬁlter for 10 power constraintsCHAPTER 6. LOW POWER BIST FOR RTL DATA PATHS 187
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Figure 6.10: Comparison of test application time, BIST area overhead, test application
power, and shifting power when using TA-TSS and PC-TSS for BIST embedding method-
ology applied to 8 point discrete cosine transform for 10 power constraintsCHAPTER 6. LOW POWER BIST FOR RTL DATA PATHS 188
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Figure 6.11: Comparison of test application time, BIST area overhead, test application
power, and shifting power when using TA-TSS and PC-TSS for BIST embedding method-
ology applied to 32 point discrete cosine transform for 10 power constraintsCHAPTER 6. LOW POWER BIST FOR RTL DATA PATHS 190
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Figure 6.12: Comparison of test application time, BIST area overhead, test application
power, and shifting power when using TCC grouping and BIST embedding methodolo-
gies applied to elliptic waveform digital ﬁlter for 10 power constraintsCHAPTER 6. LOW POWER BIST FOR RTL DATA PATHS 191
1000
1200
1400
1600
1800
2000
2200
2400
10 11 12 13 14 15 16 17 18 19
T
e
s
t
 
A
p
p
l
i
c
a
t
i
o
n
 
T
i
m
e
 
(
c
l
o
c
k
 
c
y
c
l
e
s
)
￿
Power Constraint (Pu)
BIST Embedding
TCC Grouping
(a) Test Application Time
25
30
35
40
45
50
55
60
65
10 11 12 13 14 15 16 17 18 19
B
I
S
T
 
A
r
e
a
 
O
v
e
r
h
e
a
d
 
(
s
q
m
i
l
)
Power Constraint (Pu)
BIST Embedding
TCC Grouping
(b) BIST area overhead
16
18
20
22
24
26
28
30
32
34
36
38
10 11 12 13 14 15 16 17 18 19
T
e
s
t
 
A
p
p
l
i
c
a
t
i
o
n
 
P
o
w
e
r
 
(
m
W
)
￿
Power Constraint (Pu)
BIST Embedding
TCC Grouping
(c) Test Application Power Dissipation
5
6
7
8
9
10
11
12
10 11 12 13 14 15 16 17 18 19
S
h
i
f
t
i
n
g
 
P
o
w
e
r
 
(
m
W
)
￿
Power Constraint (Pu)
BIST Embedding
TCC Grouping
(d) Shifting Power Dissipation
Figure 6.13: Comparison of test application time, BIST area overhead, test application
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Figure 6.14: Comparison of test application time, BIST area overhead, test application
power, and shifting power when using TCC grouping and BIST embedding methodolo-
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Figure A.1: Area and performance estimation for BIST RTL data paths
BIST control, and BIST structural data path are speciﬁed in VHDL [137] and technology
mapped using third party EDA tools [55] into AMS 0.35 micron technology [9]. The
results obtained after technology mapping provide total area and performance. BIST area
overhead is computed by subtracting the total area of the functional structural RTL data
path where test registers and BIST control are not inserted. The BIST area overhead, per-
formance, test application time, and volume of test data obtained using the experimental
validation ﬂow shown in Figure A.1 were reported in Tables 5.3 - 5.5 from Section 5.4 in
Chapter 5, and Tables B.1 - B.9 from appendix B.
In order to compute the power dissipation reported in Section 6.5 from Chapter 6, the
experimental validation ﬂow shown in Figure A.2 is employed. The modules at RTL used
by the high level synthesis system, as shown in Figure A.1, and test registers are synthe-
sised and technology mapped into AMS 0.35 micron technology [9]. Having obtained
the BIST structural data path and BIST control as described in Figure A.1, the number
of active data path elements, and the test patterns applied during each test state, serve asAPPENDIX A. EXPERIMENTAL VALIDATION FLOW 204
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Figure A.3: Power estimation for logic level scan sequential circuits
based technique (Chapter 4) is shown in Figure A.3. The circuit description at logic level
of abstraction is provided to the algorithms described in Sections 3.4 and 4.4. In the case
of the test set dependent technique proposed in Chapter 3, the test set generated using
ATOM [83] or MINTEST [84] is also provided as input. The output of the techniques
proposed in Chapters 3 and 4 is a description of the scan sequential circuit including the
scan chain conﬁguration (scan cell order for Chapter 3 or multiple scan chains for Chapter
4), andthetestapplicationstrategydeﬁnedforbothtechniquesproposedinChapters3and
4. Thedeﬁnitionofthetestapplicationstrategywillserveforthegenerationofatestbench
in VHDL that together with the technology mapped scan sequential circuit, and AMS 0.35
micron VITAL libraries containing timing and power information [9] will be the input of
a real delay model simulator [130]. The output of the real delay model simulator which
accounts for the glitching activity is the average value of power dissipation over the entire
test application period. Similarly, the difference in area between the technology mapped
multiple scan chain circuit and the standard scan circuit, provides the overhead in test area
shown in Table 4.3(b) from Chapter 4.APPENDIX B. SUPPLEMENTARY EXPERIMENTAL RESULTS 207
-- ASAP process implements the As Soon As Possible (ASAP) test application strategy
ASAP: process
-- MINTEST test set
variable TS: test_set := -- first NO_SC bits are the pseudo input part
-- of the test vector and the last NO_PI bits
-- are the primary input part of the test vector
(
"101000000001111101011010",
"001111001111001001100100",
"001101000000101001010100",
"111000010111111000000001",
"000111100001111000000000",
"100000000101111001000111",
"110111100001110000100000",
"110000011100010001001100",
"101000011111010011111010",
"010110000001101001010010",
"011011001001011001100101",
"000101101001111011111111",
"010011111100011110110001"
);
begin
for i in 1 to NO_TV loop -- loop to apply all the test vectors
for k in 1 to NO_SC loop
psv(k) <= TS(i)(k); -- assign the pseudo input part of the test vector
end loop;
for k in 1 to NO_PI loop -- assign the primary input part of the test vector
piv(k) <= TS(i)(NO_SC + k); -- as soon as possible and keep that value
end loop; -- during the entire scan cycle
NT <= ’1’; -- set the shift mode to shift in the
-- pseudo input part of the test vector
for j in NO_SC downto 1 loop
SI <= psv(j); -- assign the scan in value
wait for 10 ns;
end loop;
NT <= ’0’; -- set the apply mode and load the responses
wait for 10 ns;
end loop;
NT <= ’1’; -- set the shift mode to shift out the
-- pseudo out part of the last response
for j in NO_SC downto 1 loop
wait for 10 ns;
end loop;
end process;APPENDIX B. SUPPLEMENTARY EXPERIMENTAL RESULTS 208
-- BPIC process implements the Best Primary Input Change (BPIC) test application strategy
-- after combining test vector and scan cell ordering, and best primary input change time
BPIC: process
-- MINTEST test set after the pseudo input part of every test vector
-- was reordered as the newly obtained scan cell order
variable TS: test_set := -- first NO_SC bits are the pseudo input part
-- of the test vector and the last NO_PI bits
-- are the primary input part of the test vector
(
"101111111000000011111111", -- new scan cell order is
"100101101101110001100100", -- (9,1,14,12,13,15,4,7,6,5,2,3,11,10,8)
"011111000001000101011010",
"000011101001000001010100", -- new test vector order is
"001111111100000000000000", -- (12,2,1,3,5,13,9,4,8,11,6,7,10)
"101001011110011110110001",
"111100000001111011111010",
"011111000011111000000001",
"111000000010011001001100",
"101101001111000001100101",
"011111000000010001000111",
"011110111110000000100000",
"000111100110000001010010"
);
-- the best primary input change (BPIC) time for every test vector
variable bpic: bpic_vector := (8,0,0,15,7,0,15,0,1,11,0,0,10);
begin
for i in 1 to NO_TV loop -- loop to apply all the test vectors
for k in 1 to NO_SC loop -- assign the pseudo input part of the test vector
psv(k) <= TS(i)(k);
end loop;
NT <= ’1’; -- set the shift mode to shift in the
-- pseudo input part of the test vector
for j in NO_SC downto 1 loop
if (j < bpic(i)) then -- check if the primary inputs need to change
if (i>1) then
for k in 1 to NO_PI loop
piv(k) <= TS(i-1)(NO_SC + k); -- keep the primary inputs to the value of the
end loop; -- primary part of the previous test vector
else
for k in 1 to NO_PI loop
piv(k) <= ’0’; -- in the case of the first vector
end loop; -- keep the primary inputs to all zero value
end if;
else
for k in 1 to NO_PI loop -- change the primary inputs to the value of the
piv(k) <= TS(i)(NO_SC + k); -- primary input part of the actual test vector
end loop;
end if;
SI <= psv(j); -- assign the scan in value
wait for 10 ns;
end loop;APPENDIX C. VHDL DESCRIPTIONS 220
use IEEE.std_logic_arith.all;
use IEEE.std_logic_unsigned.all;
entity FSM is
generic (data_width : natural := WIDTH);
port(
clk, reset : in std_logic;
-- signals to control module and register input multiplexers
selM_1_a : out mux3sel;
selM_1_b : out mux2sel;
selM_4_a : out mux5sel;
selM_4_b : out mux4sel;
selM_5_a : out mux2sel;
selM_7_a : out mux2sel;
selM_8_a : out mux2sel;
selR_2_a : out mux2sel;
selR_7_a : out mux2sel;
selR_16_a : out mux2sel;
selR_18_a : out mux2sel;
-- signals to control scan multiplexers
selS_13_a : out mux2sel;
selS_16_a : out mux2sel;
selS_OUT_a : out mux3sel;
-- signals to control test registers
shfR_1_a, genR_1_a, shfR_2_a, genR_2_a, shfR_3_a,
anlR_3_a, shfR_7_a, genR_7_a, anlR_7_a, shfR_10_a,
genR_10_a, shfR_11_a, genR_11_a, shfR_13_a, genR_13_a,
shfR_16_a, anlR_16_a, shfR_17_a, anlR_17_a, shfR_20_a,
genR_20_a : out std_logic;
-- switching between functional and test operation
NORMAL_TEST : in std_logic
);
end FSM;
architecture BEHAVIOUR of FSM is
type states is (
NST0, NST1, NST2, NST3, NST4, NST5, NST6, NST7,
NST8, NST9, NST10, NST11, NST12, NST13, NST14, NST15,
NST16, NST17, NST18, NST19, NST20, NST21, TST0, TST1,
TST2, TST3, TST8, TST9, TST10);
signal PRESENT_STATE, NEXT_STATE: states;
signal count: std_logic_vector(11 downto 0); -- pattern counter
-- monitoring the status during testing using the pattern counter
-- if switch_apply_shift = 1 then test state is changed
-- from apply mode to shift mode or viceversa
signal switch_apply_shift: std_logic;
begin
STATE_MACHINE: process(clk,reset)
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if reset = ’1’
then PRESENT_STATE <= NST0;
count <= conv_std_logic_vector(0,12);
elsif rising_edge(clk)
then PRESENT_STATE <= NEXT_STATE;
count <= count + 1;
if switch_apply_shift = ’1’
then count <= conv_std_logic_vector(0,12);
end if;
end if;
end process STATE_MACHINE;
STATE_TRANS: process(PRESENT_STATE,switch_apply_shift)
begin
case PRESENT_STATE is
-- normal operation of the circuit
when NST0 => if NORMAL_TEST = ’0’
then NEXT_STATE <= NST1;
else NEXT_STATE <= TST0;
end if;
when NST1 => NEXT_STATE <= NST2;
when NST2 => NEXT_STATE <= NST3;
when NST3 => NEXT_STATE <= NST4;
when NST4 => NEXT_STATE <= NST5;
when NST5 => NEXT_STATE <= NST6;
when NST6 => NEXT_STATE <= NST7;
when NST7 => NEXT_STATE <= NST8;
when NST8 => NEXT_STATE <= NST9;
when NST9 => NEXT_STATE <= NST10;
when NST10 => NEXT_STATE <= NST11;
when NST11 => NEXT_STATE <= NST12;
when NST12 => NEXT_STATE <= NST13;
when NST13 => NEXT_STATE <= NST14;
when NST14 => NEXT_STATE <= NST15;
when NST15 => NEXT_STATE <= NST16;
when NST16 => NEXT_STATE <= NST17;
when NST17 => NEXT_STATE <= NST18;
when NST18 => NEXT_STATE <= NST19;
when NST19 => NEXT_STATE <= NST20;
when NST20 => NEXT_STATE <= NST21;
when NST21 => NEXT_STATE <= NST0;
-- test operation of the circuit
-- sequence: scan in seed - apply - scan out signature
when TST0 => if NORMAL_TEST = ’1’ then
if switch_apply_shift = ’1’
then NEXT_STATE <= TST1;
else NEXT_STATE <= TST0;
end if;
else NEXT_STATE <= NST0;
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when TST1 => if switch_apply_shift = ’1’
then NEXT_STATE <= TST2;
else NEXT_STATE <= TST1;
end if;
when TST2 => if switch_apply_shift = ’1’
then NEXT_STATE <= TST3;
else NEXT_STATE <= TST2;
end if;
when TST3 => if switch_apply_shift = ’1’
then NEXT_STATE <= TST8;
else NEXT_STATE <= TST3;
end if;
when TST8 => if switch_apply_shift = ’1’
then NEXT_STATE <= TST9;
else NEXT_STATE <= TST8;
end if;
when TST9 => if switch_apply_shift = ’1’
then NEXT_STATE <= TST10;
else NEXT_STATE <= TST9;
end if;
when TST10 => if switch_apply_shift = ’1’
then NEXT_STATE <= TST0;
else NEXT_STATE <= TST10;
end if;
end case;
end process STATE_TRANS;
SWITCH_APPLY_SHIFT_UPDATE: process(PRESENT_STATE,count)
begin
case PRESENT_STATE is
when TST0 => if count = 4 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
end if;
when TST1 => if count = 1 * 16 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
end if;
when TST2 => if count = 1 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
end if;
when TST3 => if count = 3 * 16 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
end if;
when TST8 => if count = 5 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
end if;
when TST9 => if count = 1 * 16 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
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when TST10 => if count = 2 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
end if;
when others => switch_apply_shift <= ’0’;
end case;
end process SWITCH_APPLY_SHIFT_UPDATE;
LOGIC_OUTPUT: process(clk,PRESENT_STATE)
begin
-- selection signals for modules and registers
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST19 or
PRESENT_STATE = TST0 or PRESENT_STATE = TST1 or
PRESENT_STATE = TST9 or PRESENT_STATE = TST10) then
selM_1_a <= sel1;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST4 or PRESENT_STATE = NST8 or
PRESENT_STATE = TST8) then
selM_1_a <= sel2;
end if;
if (PRESENT_STATE = NST3 or PRESENT_STATE = NST6 or
PRESENT_STATE = NST10 or PRESENT_STATE = NST12 or
PRESENT_STATE = NST17) then
selM_1_a <= sel3;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST9 or
PRESENT_STATE = NST10 or PRESENT_STATE = NST11 or
PRESENT_STATE = TST9) then
selM_1_b <= sel1;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST5 or
PRESENT_STATE = NST6 or PRESENT_STATE = NST7 or
PRESENT_STATE = NST14 or PRESENT_STATE = NST16) then
selM_1_b <= sel2;
end if;
if (PRESENT_STATE = NST6 or PRESENT_STATE = NST14 or
PRESENT_STATE = TST0 or PRESENT_STATE = TST1 or
PRESENT_STATE = TST3) then
selM_4_a <= sel1;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = TST9) then
selM_4_a <= sel2;
end if;
if (PRESENT_STATE = NST2 or PRESENT_STATE = NST4 or
PRESENT_STATE = NST12 or PRESENT_STATE = NST13 or
PRESENT_STATE = TST8) then
selM_4_a <= sel3;
end if;
if (PRESENT_STATE = NST5 or PRESENT_STATE = NST19) then
selM_4_a <= sel4;
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if (PRESENT_STATE = NST1 or PRESENT_STATE = NST3 or
PRESENT_STATE = NST15) then
selM_4_a <= sel5;
end if;
if (PRESENT_STATE = NST3 or PRESENT_STATE = NST6 or
PRESENT_STATE = TST8) then
selM_4_b <= sel1;
end if;
if (PRESENT_STATE = NST2 or PRESENT_STATE = NST4 or
PRESENT_STATE = NST12 or PRESENT_STATE = NST20 or
PRESENT_STATE = TST10) then
selM_4_b <= sel2;
end if;
if (PRESENT_STATE = NST1) then
selM_4_b <= sel3;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST13 or
PRESENT_STATE = TST9) then
selM_4_b <= sel4;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST3 or PRESENT_STATE = NST5 or
PRESENT_STATE = NST9 or PRESENT_STATE = NST10 or
PRESENT_STATE = TST1 or PRESENT_STATE = TST9) then
selM_5_a <= sel1;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST4 or
PRESENT_STATE = NST6 or PRESENT_STATE = TST0) then
selM_5_a <= sel2;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST14 or PRESENT_STATE = NST15 or
PRESENT_STATE = NST20 or PRESENT_STATE = TST1 or
PRESENT_STATE = TST2 or PRESENT_STATE = TST3 or
PRESENT_STATE = TST10) then
selM_7_a <= sel1;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = TST0 or
PRESENT_STATE = TST8) then
selM_7_a <= sel2;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST4 or PRESENT_STATE = NST10 or
PRESENT_STATE = NST12 or PRESENT_STATE = TST1 or
PRESENT_STATE = TST3 or PRESENT_STATE = TST8) then
selM_8_a <= sel1;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST16) then
selM_8_a <= sel2;
end if;
if (PRESENT_STATE = NST2 or PRESENT_STATE = NST4 or
PRESENT_STATE = NST5 or PRESENT_STATE = TST3 or
PRESENT_STATE = TST9) then
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end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST1 or
PRESENT_STATE = NST12 or PRESENT_STATE = NST13 or
PRESENT_STATE = NST17 or PRESENT_STATE = NST20) then
selR_2_a <= sel2;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST1 or
PRESENT_STATE = NST4 or PRESENT_STATE = NST6 or
PRESENT_STATE = NST7) then
selR_7_a <= sel1;
end if;
if (PRESENT_STATE = NST2 or PRESENT_STATE = NST18 or
PRESENT_STATE = TST1 or PRESENT_STATE = TST3) then
selR_7_a <= sel2;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST4 or PRESENT_STATE = NST18 or
PRESENT_STATE = TST9) then
selR_16_a <= sel1;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST11 or
PRESENT_STATE = NST17 or PRESENT_STATE = TST1) then
selR_16_a <= sel2;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST3 or
PRESENT_STATE = NST4 or PRESENT_STATE = NST5 or
PRESENT_STATE = NST8 or PRESENT_STATE = NST9 or
PRESENT_STATE = NST10 or PRESENT_STATE = NST11 or
PRESENT_STATE = NST12 or PRESENT_STATE = NST19 or
PRESENT_STATE = NST20 or PRESENT_STATE = TST1 or
PRESENT_STATE = TST3) then
selR_18_a <= sel1;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST6 or PRESENT_STATE = NST13 or
PRESENT_STATE = NST16 or PRESENT_STATE = NST17 or
PRESENT_STATE = NST21) then
selR_18_a <= sel2;
end if;
-- multiplexer signals for scan chains
if (PRESENT_STATE = TST8) then selS_13_a <= sel1; end if;
if (PRESENT_STATE = TST0) then selS_13_a <= sel2; end if;
if (PRESENT_STATE = TST2) then selS_16_a <= sel1; end if;
if (PRESENT_STATE = TST10) then selS_16_a <= sel2; end if;
if (PRESENT_STATE = TST0) then selS_OUT_a <= sel1; end if;
if (PRESENT_STATE = TST2 or PRESENT_STATE = TST10)
then selS_OUT_a <= sel2;
end if;
if (PRESENT_STATE = TST8) then selS_OUT_a <= sel3; end if;
-- shift, generate and analyse signals for test registersAPPENDIX C. VHDL DESCRIPTIONS 226
if (PRESENT_STATE = TST9) then genR_1_a <= ’1’; else genR_1_a <= ’0’;
end if;
if (PRESENT_STATE = TST1) then genR_2_a <= ’1’; else genR_2_a <= ’0’;
end if;
if (PRESENT_STATE = TST9) then anlR_3_a <= ’1’; else anlR_3_a <= ’0’;
end if;
if (PRESENT_STATE = TST9) then genR_7_a <= ’1’; else genR_7_a <= ’0’;
end if;
if (PRESENT_STATE = TST1 or PRESENT_STATE = TST3)
then anlR_7_a <= ’1’; else anlR_7_a <= ’0’;
end if;
if (PRESENT_STATE = TST1) then genR_10_a <= ’1’; else genR_10_a <= ’0’;
end if;
if (PRESENT_STATE = TST1 or PRESENT_STATE = TST3)
then genR_11_a <= ’1’; else genR_11_a <= ’0’;
end if;
if (PRESENT_STATE = TST1 or PRESENT_STATE = TST3 or
PRESENT_STATE = TST9) then genR_13_a <= ’1’;
else genR_13_a <= ’0’;
end if;
if (PRESENT_STATE = TST1 or PRESENT_STATE = TST9)
then anlR_16_a <= ’1’; else anlR_16_a <= ’0’;
end if;
if (PRESENT_STATE = TST1 or PRESENT_STATE = TST3)
then anlR_17_a <= ’1’; else anlR_17_a <= ’0’;
end if;
if (PRESENT_STATE = TST9) then genR_20_a <= ’1’; else genR_20_a <= ’0’;
end if;
end process LOGIC_OUTPUT;
end BEHAVIOUR;
Library IEEE;
use IEEE.std_logic_1164.all;
use IEEE.std_logic_arith.all;
use IEEE.std_logic_unsigned.all;
package comp_fsm is
-- define FSM as a component used in the following entity
end comp_fsm;
package body comp_fsm is
end comp_fsm;
Library IEEE;
use IEEE.std_logic_1164.all;
use IEEE.std_logic_arith.all;
use IEEE.std_logic_unsigned.all;
entity circuit is
generic (data_width : natural := WIDTH);
port(
clk, reset : in std_logic;APPENDIX C. VHDL DESCRIPTIONS 227
inM_7 : in std_logic_vector(data_width - 1 downto 0);
inM_8 : in std_logic_vector(data_width - 1 downto 0);
inR_10 : in std_logic_vector(data_width - 1 downto 0);
outR_5 : out std_logic_vector(data_width - 1 downto 0);
SCAN_IN : in std_logic;
SCAN_OUT : out std_logic;
NORMAL_TEST: in std_logic
);
end circuit;
architecture BEHAVIOUR of circuit is
signal sig_selM_1_a: mux3sel;
signal sig_selM_1_b: mux2sel;
signal sig_selM_4_a: mux5sel;
signal sig_selM_4_b: mux4sel;
signal sig_selM_5_a: mux2sel;
signal sig_selM_7_a: mux2sel;
signal sig_selM_8_a: mux2sel;
signal sig_selR_2_a: mux2sel;
signal sig_selR_7_a: mux2sel;
signal sig_selR_16_a: mux2sel;
signal sig_selR_18_a: mux2sel;
signal sig_selS_13_a: mux2sel;
signal sig_selS_16_a: mux2sel;
signal sig_selS_OUT_a: mux3sel;
signal sig_shfR_1_a, sig_genR_1_a, sig_shfR_2_a, sig_genR_2_a,
sig_shfR_3_a, sig_anlR_3_a, sig_shfR_7_a, sig_genR_7_a,
sig_anlR_7_a, sig_shfR_10_a, sig_genR_10_a, sig_shfR_11_a,
sig_genR_11_a, sig_shfR_13_a, sig_genR_13_a, sig_shfR_16_a,
sig_anlR_16_a, sig_shfR_17_a, sig_anlR_17_a, sig_shfR_20_a,
sig_genR_20_a: std_logic;
signal sig_inM_1_a, sig_inM_1_b, sig_outM_1_a, sig_inM_4_a,
sig_inM_4_b, sig_outM_4_a, sig_inM_5_a, sig_inM_5_b,
sig_outM_5_a, sig_inM_7_a, sig_inM_7_b, sig_outM_7_a,
sig_inM_8_a, sig_inM_8_b, sig_outM_8_a, sig_inR_1_a,
sig_outR_1_a, sig_inR_2_a, sig_outR_2_a, sig_inR_3_a,
sig_outR_3_a, sig_inR_5_a, sig_outR_5_a, sig_inR_7_a,
sig_outR_7_a, sig_inR_10_a, sig_outR_10_a, sig_inR_11_a,
sig_outR_11_a, sig_inR_13_a, sig_outR_13_a, sig_inR_16_a,
sig_outR_16_a, sig_inR_17_a, sig_outR_17_a, sig_inR_18_a,
sig_outR_18_a, sig_inR_19_a, sig_outR_19_a, sig_inR_20_a,
sig_outR_20_a: std_logic_vector(data_width - 1 downto 0);
signal sig_inS_1_a, sig_outS_1_a, sig_inS_2_a, sig_outS_2_a,
sig_inS_3_a, sig_outS_3_a, sig_inS_5_a, sig_outS_5_a,
sig_inS_7_a, sig_outS_7_a, sig_inS_10_a, sig_outS_10_a,
sig_inS_11_a, sig_outS_11_a, sig_inS_13_a, sig_outS_13_a,
sig_inS_16_a, sig_outS_16_a, sig_inS_17_a, sig_outS_17_a,
sig_inS_18_a, sig_outS_18_a, sig_inS_19_a, sig_outS_19_a,
sig_inS_20_a, sig_outS_20_a: std_logic;
begin
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pm_inM_1_a: mux3 port map(sig_selM_1_a, sig_outR_1_a,
sig_outR_2_a, sig_outR_3_a, sig_inM_1_a);
pm_inM_1_b: mux2 port map(sig_selM_1_b, sig_outR_13_a,
sig_outR_17_a, sig_inM_1_b);
pm_inM_4_a: mux5 port map(sig_selM_4_a, sig_outR_1_a, sig_outR_7_a,
sig_outR_11_a, sig_outR_17_a, sig_outR_19_a,
sig_inM_4_a);
pm_inM_4_b: mux4 port map(sig_selM_4_b, sig_outR_3_a, sig_outR_5_a,
sig_outR_18_a, sig_outR_20_a, sig_inM_4_b);
pm_inM_5_a: mux2 port map(sig_selM_5_a, sig_outR_10_a, sig_outR_18_a,
sig_inM_5_a);
sig_inM_5_b <= sig_outR_2_a;
pm_inM_7_a: mux2 port map(sig_selM_7_a, sig_outR_13_a,
sig_outR_16_a, sig_inM_7_a);
sig_inM_7_b <= inM_7;
pm_inM_8_a: mux2 port map(sig_selM_8_a, sig_outR_11_a,
sig_outR_13_a, sig_inM_8_a);
sig_inM_8_b <= inM_8;
-- map the multiplexers at the inputs of registers
sig_inR_1_a <= sig_outM_4_a;
pm_inR_2_a: mux2 port map(sig_selR_2_a, sig_outM_5_a,
sig_outM_7_a, sig_inR_2_a);
sig_inR_3_a <= sig_outM_1_a;
sig_inR_5_a <= sig_outM_4_a;
pm_inR_7_a: mux2 port map(sig_selR_7_a, sig_outM_5_a,
sig_outM_7_a, sig_inR_7_a);
sig_inR_10_a <= inR_10;
sig_inR_11_a <= sig_outM_4_a;
sig_inR_13_a <= sig_outM_4_a;
pm_inR_16_a: mux2 port map(sig_selR_16_a, sig_outM_4_a,
sig_outM_5_a, sig_inR_16_a);
sig_inR_17_a <= sig_outM_8_a;
pm_inR_18_a: mux2 port map(sig_selR_18_a, sig_outM_4_a,
sig_outM_7_a, sig_inR_18_a);
sig_inR_19_a <= sig_outM_4_a;
sig_inR_20_a <= sig_outM_1_a;
-- map the multiplexers at the scan inputs of shift registers
sig_inS_1_a <= SCAN_IN;
sig_inS_2_a <= SCAN_IN;
sig_inS_3_a <= SCAN_IN;
sig_inS_7_a <= sig_outS_1_a;
sig_inS_10_a <= sig_outS_2_a;
sig_inS_11_a <= sig_outS_10_a;
pm_inS_13_a: smux2 port map(sig_selS_13_a, sig_outS_7_a,
sig_outS_11_a, sig_inS_13_a);
pm_inS_16_a: smux2 port map(sig_selS_16_a, SCAN_IN,
sig_outS_3_a, sig_inS_16_a);
sig_inS_17_a <= sig_outS_13_a;
sig_inS_20_a <= sig_outS_17_a;
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sig_outS_16_a, sig_outS_20_a, SCAN_OUT);
-- map the modules and registers
pm_M_1: add port map(sig_inM_1_a, sig_inM_1_b, sig_outM_1_a);
pm_M_4: add port map(sig_inM_4_a, sig_inM_4_b, sig_outM_4_a);
pm_M_5: add port map(sig_inM_5_a, sig_inM_5_b, sig_outM_5_a);
pm_M_7: mul port map(sig_inM_7_a, sig_inM_7_b, sig_outM_7_a);
pm_M_8: mul port map(sig_inM_8_a, sig_inM_8_b, sig_outM_8_a);
pm_R_1: lfsr port map(clk,sig_shfR_1_a,sig_genR_1_a,sig_inS_1_a,
sig_inR_1_a,sig_outR_1_a,sig_outS_1_a);
pm_R_2: lfsr port map(clk,sig_shfR_2_a,sig_genR_2_a,sig_inS_2_a,
sig_inR_2_a,sig_outR_2_a,sig_outS_2_a);
pm_R_3: misr port map(clk,sig_shfR_3_a,sig_anlR_3_a,sig_inS_3_a,
sig_inR_3_a,sig_outR_3_a,sig_outS_3_a);
pm_R_5: reg port map(clk,sig_inR_5_a,sig_outR_5_a);
pm_R_7: bilbo port map(clk,sig_shfR_7_a,sig_genR_7_a,sig_anlR_7_a,
sig_inS_7_a,sig_inR_7_a,sig_outR_7_a,
sig_outS_7_a);
pm_R_10: lfsr port map(clk,sig_shfR_10_a,sig_genR_10_a,sig_inS_10_a,
sig_inR_10_a,sig_outR_10_a,sig_outS_10_a);
pm_R_11: lfsr port map(clk,sig_shfR_11_a,sig_genR_11_a,sig_inS_11_a,
sig_inR_11_a,sig_outR_11_a,sig_outS_11_a);
pm_R_13: lfsr port map(clk,sig_shfR_13_a,sig_genR_13_a,sig_inS_13_a,
sig_inR_13_a,sig_outR_13_a,sig_outS_13_a);
pm_R_16: misr port map(clk,sig_shfR_16_a,sig_anlR_16_a,sig_inS_16_a,
sig_inR_16_a,sig_outR_16_a,sig_outS_16_a);
pm_R_17: misr port map(clk,sig_shfR_17_a,sig_anlR_17_a,sig_inS_17_a,
sig_inR_17_a,sig_outR_17_a,sig_outS_17_a);
pm_R_18: reg port map(clk,sig_inR_18_a,sig_outR_18_a);
pm_R_19: reg port map(clk,sig_inR_19_a,sig_outR_19_a);
pm_R_20: lfsr port map(clk,sig_shfR_20_a,sig_genR_20_a,sig_inS_20_a,
sig_inR_20_a,sig_outR_20_a,sig_outS_20_a);
-- map the finite state machine
pm_FSM: work.comp_fsm.FSM port map(clk, reset, sig_selM_1_a,
sig_selM_1_b, sig_selM_4_a, sig_selM_4_b,
sig_selM_5_a, sig_selM_7_a, sig_selM_8_a,
sig_selR_2_a, sig_selR_7_a, sig_selR_16_a,
sig_selR_18_a, sig_selS_13_a, sig_selS_16_a,
sig_selS_OUT_a, sig_shfR_1_a, sig_genR_1_a,
sig_shfR_2_a, sig_genR_2_a, sig_shfR_3_a,
sig_anlR_3_a, sig_shfR_7_a, sig_genR_7_a,
sig_anlR_7_a, sig_shfR_10_a, sig_genR_10_a,
sig_shfR_11_a, sig_genR_11_a, sig_shfR_13_a,
sig_genR_13_a, sig_shfR_16_a, sig_anlR_16_a,
sig_shfR_17_a, sig_anlR_17_a, sig_shfR_20_a,
sig_genR_20_a, NORMAL_TEST);
y outR_5 <= sig_outR_5_a;
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The merged functional and BIST controller (Figure 1.10(b)) and BIST data path for the
elliptic wave digital ﬁlter when applying the proposed TCC grouping methodology, are
described in the following VHDL description. Experimental results and reduction over
the traditional BIST embedding methodology are given in the second row of Table 5.2,
Table 5.4, and Table 5.5 respectively.
-- Functional and BIST control, data path and interconnect
-- BIST methodology - TEST COMPATIBILITY CLASSES
Library IEEE;
use IEEE.std_logic_1164.all;
use IEEE.std_logic_arith.all;
use IEEE.std_logic_unsigned.all;
entity FSM is
generic (data_width : natural := WIDTH);
port(
clk, reset : in std_logic;
-- signals to control module and register input multiplexers
selM_1_a : out mux3sel;
selM_1_b : out mux2sel;
selM_4_a : out mux5sel;
selM_4_b : out mux4sel;
selM_5_a : out mux2sel;
selM_7_a : out mux2sel;
selM_8_a : out mux2sel;
selR_2_a : out mux2sel;
selR_7_a : out mux2sel;
selR_16_a : out mux2sel;
selR_18_a : out mux2sel;
-- signals to control scan multiplexers
selS_OUT_a : out mux3sel;
-- signals to control test registers
shfR_1_a, genR_1_a, shfR_2_a, genR_2_a, shfR_3_a,
anlR_3_a, shfR_10_a, genR_10_a, shfR_11_a, genR_11_a,
shfR_13_a, genR_13_a, shfR_17_a, genR_17_a, shfR_18_a,
anlR_18_a, shfR_20_a, genR_20_a: out std_logic;
-- signals checking the output of comparators
TCC_5 : in std_logic;
TCC_8 : in std_logic;
-- FAIL is activated if comparators indicate an error
FAIL : out std_logic;
-- switching between functional and test operation
NORMAL_TEST : in std_logic
);
end FSM;
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type states is (
NST0, NST1, NST2, NST3, NST4, NST5, NST6, NST7, NST8,
NST9, NST10, NST11, NST12, NST13, NST14, NST15, NST16, NST17,
NST18, NST19, NST20, NST21, TST0, TST1, TST2, TST3, TST8);
signal PRESENT_STATE, NEXT_STATE: states;
signal count: std_logic_vector(11 downto 0); -- pattern counter
-- monitoring the status during testing using the pattern counter
-- if switch_apply_shift = 1 then test state is changed
-- from apply mode to shift mode or viceversa
signal switch_apply_shift: std_logic;
begin
STATE_MACHINE: process(clk,reset)
begin
if reset = ’1’
then PRESENT_STATE <= NST0;
count <= conv_std_logic_vector(0,12);
elsif rising_edge(clk) then
PRESENT_STATE <= NEXT_STATE;
count <= count + 1;
if switch_apply_shift = ’1’
then count <= conv_std_logic_vector(0,12);
end if;
end if;
end process STATE_MACHINE;
STATE_TRANS: process(PRESENT_STATE,switch_apply_shift)
begin
case PRESENT_STATE is
-- normal operation of the circuit
when NST0 => if NORMAL_TEST = ’0’
then NEXT_STATE <= NST1;
else NEXT_STATE <= TST0;
end if;
when NST1 => NEXT_STATE <= NST2;
when NST2 => NEXT_STATE <= NST3;
when NST3 => NEXT_STATE <= NST4;
when NST4 => NEXT_STATE <= NST5;
when NST5 => NEXT_STATE <= NST6;
when NST6 => NEXT_STATE <= NST7;
when NST7 => NEXT_STATE <= NST8;
when NST8 => NEXT_STATE <= NST9;
when NST9 => NEXT_STATE <= NST10;
when NST10 => NEXT_STATE <= NST11;
when NST11 => NEXT_STATE <= NST12;
when NST12 => NEXT_STATE <= NST13;
when NST13 => NEXT_STATE <= NST14;
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when NST15 => NEXT_STATE <= NST16;
when NST16 => NEXT_STATE <= NST17;
when NST17 => NEXT_STATE <= NST18;
when NST18 => NEXT_STATE <= NST19;
when NST19 => NEXT_STATE <= NST20;
when NST20 => NEXT_STATE <= NST21;
when NST21 => NEXT_STATE <= NST0;
-- test operation of the circuit
-- sequence: scan in seed - apply - scan out signature
when TST0 => if NORMAL_TEST = ’1’ then
if switch_apply_shift = ’1’
then NEXT_STATE <= TST1;
else NEXT_STATE <= TST0;
end if;
else NEXT_STATE <= NST0;
end if;
when TST1 => if switch_apply_shift = ’1’
then NEXT_STATE <= TST2;
else NEXT_STATE <= TST1;
end if;
when TST2 => if switch_apply_shift = ’1’
then NEXT_STATE <= TST3;
else NEXT_STATE <= TST2;
end if;
when TST3 => if switch_apply_shift = ’1’
then NEXT_STATE <= TST8;
else NEXT_STATE <= TST3;
end if;
when TST8 => if switch_apply_shift = ’1’
then NEXT_STATE <= TST0;
else NEXT_STATE <= TST8;
end if;
end case;
end process STATE_TRANS;
SWITCH_APPLY_SHIFT_UPDATE: process(PRESENT_STATE,count)
begin
case PRESENT_STATE is
when TST0 => if count = 7 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
end if;
when TST1 => if count = 1 * 16 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
end if;
when TST2 => if count = 1 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
end if;
when TST3 => if count = 3 * 16 * data_width
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else switch_apply_shift <= ’0’;
end if;
when TST8 => if count = 1 * data_width
then switch_apply_shift <= ’1’;
else switch_apply_shift <= ’0’;
end if;
when others => switch_apply_shift <= ’0’;
end case;
end process SWITCH_APPLY_SHIFT_UPDATE;
LOGIC_OUTPUT: process(clk,PRESENT_STATE)
begin
-- selection signals for modules and registers
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST19 or
PRESENT_STATE = TST1 or PRESENT_STATE = TST2) then
selM_1_a <= sel1;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST4 or PRESENT_STATE = NST8) then
selM_1_a <= sel2;
end if;
if (PRESENT_STATE = NST3 or PRESENT_STATE = NST6 or
PRESENT_STATE = NST10 or PRESENT_STATE = NST12 or
PRESENT_STATE = NST17 or PRESENT_STATE = TST0) then
selM_1_a <= sel3;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST9 or
PRESENT_STATE = NST10 or PRESENT_STATE = NST11) then
selM_1_b <= sel1;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST5 or
PRESENT_STATE = NST6 or PRESENT_STATE = NST7 or
PRESENT_STATE = NST14 or PRESENT_STATE = NST16 or
PRESENT_STATE = TST1) then
selM_1_b <= sel2;
end if;
if (PRESENT_STATE = NST6 or PRESENT_STATE = NST14 or
PRESENT_STATE = TST1 or PRESENT_STATE = TST3) then
selM_4_a <= sel1;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = TST0) then
selM_4_a <= sel2;
end if;
if (PRESENT_STATE = NST2 or PRESENT_STATE = NST4 or
PRESENT_STATE = NST12 or PRESENT_STATE = NST13) then
selM_4_a <= sel3;
end if;
if (PRESENT_STATE = NST5 or PRESENT_STATE = NST19) then
selM_4_a <= sel4;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST3 or
PRESENT_STATE = NST15) then
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end if;
if (PRESENT_STATE = NST3 or PRESENT_STATE = NST6 or
PRESENT_STATE = TST0 or PRESENT_STATE = TST3 or
PRESENT_STATE = TST8) then
selM_4_b <= sel1;
end if;
if (PRESENT_STATE = NST2 or PRESENT_STATE = NST4 or
PRESENT_STATE = NST12 or PRESENT_STATE = NST20 or
PRESENT_STATE = TST2) then
selM_4_b <= sel2;
end if;
if (PRESENT_STATE = NST1) then
selM_4_b <= sel3;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST13 or
PRESENT_STATE = TST1) then
selM_4_b <= sel4;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST3 or PRESENT_STATE = NST5 or
PRESENT_STATE = NST9 or PRESENT_STATE = NST10 or
PRESENT_STATE = TST1 or PRESENT_STATE = TST3 or
PRESENT_STATE = TST8) then
selM_5_a <= sel1;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST4 or
PRESENT_STATE = NST6 or PRESENT_STATE = TST0) then
selM_5_a <= sel2;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST14 or PRESENT_STATE = NST15 or
PRESENT_STATE = NST20 or PRESENT_STATE = TST1 or
PRESENT_STATE = TST3) then
selM_7_a <= sel1;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = TST0) then
selM_7_a <= sel2;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST4 or PRESENT_STATE = NST10 or
PRESENT_STATE = NST12 or PRESENT_STATE = TST1 or
PRESENT_STATE = TST3) then
selM_8_a <= sel1;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST16) then
selM_8_a <= sel2;
end if;
if (PRESENT_STATE = NST2 or PRESENT_STATE = NST4 or
PRESENT_STATE = NST5 or PRESENT_STATE = TST3) then
selR_2_a <= sel1;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST1 or
PRESENT_STATE = NST12 or PRESENT_STATE = NST13 or
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selR_2_a <= sel2;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST1 or
PRESENT_STATE = NST4 or PRESENT_STATE = NST6 or
PRESENT_STATE = NST7 or PRESENT_STATE = TST3) then
selR_7_a <= sel1;
end if;
if (PRESENT_STATE = NST2 or PRESENT_STATE = NST18) then
selR_7_a <= sel2;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST4 or PRESENT_STATE = NST18) then
selR_16_a <= sel1;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST11 or
PRESENT_STATE = NST17) then
selR_16_a <= sel2;
end if;
if (PRESENT_STATE = NST0 or PRESENT_STATE = NST3 or
PRESENT_STATE = NST4 or PRESENT_STATE = NST5 or
PRESENT_STATE = NST8 or PRESENT_STATE = NST9 or
PRESENT_STATE = NST10 or PRESENT_STATE = NST11 or
PRESENT_STATE = NST12 or PRESENT_STATE = NST19 or
PRESENT_STATE = NST20) then
selR_18_a <= sel1;
end if;
if (PRESENT_STATE = NST1 or PRESENT_STATE = NST2 or
PRESENT_STATE = NST6 or PRESENT_STATE = NST13 or
PRESENT_STATE = NST16 or PRESENT_STATE = NST17 or
PRESENT_STATE = NST21 or PRESENT_STATE = TST1 or
PRESENT_STATE = TST3) then
selR_18_a <= sel2;
end if;
-- multiplexer signals for scan chains
if (PRESENT_STATE = TST2) then selS_OUT_a <= sel1; end if;
if (PRESENT_STATE = TST8) then selS_OUT_a <= sel2; end if;
if (PRESENT_STATE = TST0) then selS_OUT_a <= sel3; end if;
-- shift, generate and analyse signals for test registers
if (PRESENT_STATE = TST1) then genR_1_a <= ’1’;
else genR_1_a <= ’0’;
end if;
if (PRESENT_STATE = TST1) then genR_2_a <= ’1’;
else genR_2_a <= ’0’;
end if;
if (PRESENT_STATE = TST1) then anlR_3_a <= ’1’;
else anlR_3_a <= ’0’;
end if;
if (PRESENT_STATE = TST1) then genR_10_a <= ’1’;
else genR_10_a <= ’0’;
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if (PRESENT_STATE = TST1 or PRESENT_STATE = TST3) then
genR_11_a <= ’1’;
else genR_11_a <= ’0’;
end if;
if (PRESENT_STATE = TST1 or PRESENT_STATE = TST3) then
genR_13_a <= ’1’;
else genR_13_a <= ’0’;
end if;
if (PRESENT_STATE = TST1) then genR_17_a <= ’1’;
else genR_17_a <= ’0’;
end if;
if (PRESENT_STATE = TST1 or PRESENT_STATE = TST3) then
anlR_18_a <= ’1’;
else anlR_18_a <= ’0’;
end if;
if (PRESENT_STATE = TST1) then genR_20_a <= ’1’;
else genR_20_a <= ’0’;
end if;
-- fail signal for test compatibility classes
if ((TCC_5 = ’0’ and ( PRESENT_STATE = TST1)) or
(TCC_8 = ’0’ and ( PRESENT_STATE = TST1 or PRESENT_STATE = TST3)))
then FAIL <= ’1’; else FAIL <= ’0’;
end if;
end process LOGIC_OUTPUT;
end BEHAVIOUR;
Library IEEE;
use IEEE.std_logic_1164.all;
use IEEE.std_logic_arith.all;
use IEEE.std_logic_unsigned.all;
package comp_fsm is
-- define FSM as a component used in the following entity
end comp_fsm;
package body comp_fsm is
end comp_fsm;
Library IEEE;
use IEEE.std_logic_1164.all;
use IEEE.std_logic_arith.all;
use IEEE.std_logic_unsigned.all;
entity circuit is
generic (data_width : natural := WIDTH);
port(
clk, reset : in std_logic;
inM_7 : in std_logic_vector(data_width - 1 downto 0);
inM_8 : in std_logic_vector(data_width - 1 downto 0);
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outR_5 : out std_logic_vector(data_width - 1 downto 0);
SCAN_IN : in std_logic;
SCAN_OUT : out std_logic;
FAIL : out std_logic;
NORMAL_TEST: in std_logic
);
end circuit;
architecture BEHAVIOUR of circuit is
signal sig_selM_1_a: mux3sel;
signal sig_selM_1_b: mux2sel;
signal sig_selM_4_a: mux5sel;
signal sig_selM_4_b: mux4sel;
signal sig_selM_5_a: mux2sel;
signal sig_selM_7_a: mux2sel;
signal sig_selM_8_a: mux2sel;
signal sig_selR_2_a: mux2sel;
signal sig_selR_7_a: mux2sel;
signal sig_selR_16_a: mux2sel;
signal sig_selR_18_a: mux2sel;
signal sig_selS_OUT_a: mux3sel;
signal sig_shfR_1_a, sig_genR_1_a, sig_shfR_2_a, sig_genR_2_a,
sig_shfR_3_a, sig_anlR_3_a, sig_shfR_10_a, sig_genR_10_a,
sig_shfR_11_a, sig_genR_11_a, sig_shfR_13_a, sig_genR_13_a,
sig_shfR_17_a, sig_genR_17_a, sig_shfR_18_a, sig_anlR_18_a,
sig_shfR_20_a, sig_genR_20_a, sig_TCC_5, sig_TCC_8,
sig_FAIL: std_logic;
signal sig_inM_1_a, sig_inM_1_b, sig_outM_1_a, sig_inM_4_a,
sig_inM_4_b, sig_outM_4_a, sig_inM_5_a, sig_inM_5_b,
sig_outM_5_a, sig_inM_7_a, sig_inM_7_b, sig_outM_7_a,
sig_inM_8_a, sig_inM_8_b, sig_outM_8_a, sig_inR_1_a,
sig_outR_1_a, sig_inR_2_a, sig_outR_2_a, sig_inR_3_a,
sig_outR_3_a, sig_inR_5_a, sig_outR_5_a, sig_inR_7_a,
sig_outR_7_a, sig_inR_10_a, sig_outR_10_a, sig_inR_11_a,
sig_outR_11_a, sig_inR_13_a, sig_outR_13_a, sig_inR_16_a,
sig_outR_16_a, sig_inR_17_a, sig_outR_17_a, sig_inR_18_a,
sig_outR_18_a, sig_inR_19_a, sig_outR_19_a, sig_inR_20_a,
sig_outR_20_a: std_logic_vector(data_width - 1 downto 0);
signal sig_inS_1_a, sig_outS_1_a, sig_inS_2_a, sig_outS_2_a,
sig_inS_3_a, sig_outS_3_a, sig_inS_5_a, sig_outS_5_a,
sig_inS_7_a, sig_outS_7_a, sig_inS_10_a, sig_outS_10_a,
sig_inS_11_a, sig_outS_11_a, sig_inS_13_a, sig_outS_13_a,
sig_inS_16_a, sig_outS_16_a, sig_inS_17_a, sig_outS_17_a,
sig_inS_18_a, sig_outS_18_a, sig_inS_19_a, sig_outS_19_a,
sig_inS_20_a, sig_outS_20_a: std_logic;
begin
-- map the multiplexers at the inputs of modules
pm_inM_1_a: mux3 port map(sig_selM_1_a, sig_outR_1_a, sig_outR_2_a,
sig_outR_3_a, sig_inM_1_a);
pm_inM_1_b: mux2 port map(sig_selM_1_b, sig_outR_13_a,
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pm_inM_4_a: mux5 port map(sig_selM_4_a, sig_outR_1_a, sig_outR_7_a,
sig_outR_11_a, sig_outR_17_a, sig_outR_19_a,
sig_inM_4_a);
pm_inM_4_b: mux4 port map(sig_selM_4_b, sig_outR_3_a, sig_outR_5_a,
sig_outR_18_a, sig_outR_20_a, sig_inM_4_b);
pm_inM_5_a: mux2 port map(sig_selM_5_a, sig_outR_10_a,
sig_outR_18_a, sig_inM_5_a);
sig_inM_5_b <= sig_outR_2_a;
pm_inM_7_a: mux2 port map(sig_selM_7_a, sig_outR_13_a,
sig_outR_16_a, sig_inM_7_a);
sig_inM_7_b <= inM_7;
pm_inM_8_a: mux2 port map(sig_selM_8_a, sig_outR_11_a,
sig_outR_13_a, sig_inM_8_a);
sig_inM_8_b <= inM_8;
-- map the multiplexers at the inputs of registers
sig_inR_1_a <= sig_outM_4_a;
pm_inR_2_a: mux2 port map(sig_selR_2_a, sig_outM_5_a,
sig_outM_7_a, sig_inR_2_a);
sig_inR_3_a <= sig_outM_1_a;
sig_inR_5_a <= sig_outM_4_a;
pm_inR_7_a: mux2 port map(sig_selR_7_a, sig_outM_5_a,
sig_outM_7_a, sig_inR_7_a);
sig_inR_10_a <= inR_10;
sig_inR_11_a <= sig_outM_4_a;
sig_inR_13_a <= sig_outM_4_a;
pm_inR_16_a: mux2 port map(sig_selR_16_a, sig_outM_4_a,
sig_outM_5_a, sig_inR_16_a);
sig_inR_17_a <= sig_outM_8_a;
pm_inR_18_a: mux2 port map(sig_selR_18_a, sig_outM_4_a,
sig_outM_7_a, sig_inR_18_a);
sig_inR_19_a <= sig_outM_4_a;
sig_inR_20_a <= sig_outM_1_a;
-- map the multiplexers at the scan inputs of shift registers
sig_inS_1_a <= SCAN_IN;
sig_inS_2_a <= sig_outS_1_a;
sig_inS_3_a <= SCAN_IN;
sig_inS_10_a <= sig_outS_2_a;
sig_inS_11_a <= sig_outS_10_a;
sig_inS_13_a <= sig_outS_11_a;
sig_inS_17_a <= sig_outS_13_a;
sig_inS_18_a <= SCAN_IN;
sig_inS_20_a <= sig_outS_17_a;
pm_inS_OUT_a: smux3 port map(sig_selS_OUT_a, sig_outS_3_a,
sig_outS_18_a, sig_outS_20_a, SCAN_OUT);
-- map the modules and registers
pm_M_1: add port map(sig_inM_1_a, sig_inM_1_b, sig_outM_1_a);
pm_M_4: add port map(sig_inM_4_a, sig_inM_4_b, sig_outM_4_a);
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pm_M_7: mul port map(sig_inM_7_a, sig_inM_7_b, sig_outM_7_a);
pm_M_8: mul port map(sig_inM_8_a, sig_inM_8_b, sig_outM_8_a);
pm_R_1: lfsr port map(clk,sig_shfR_1_a,sig_genR_1_a,sig_inS_1_a,
sig_inR_1_a,sig_outR_1_a,sig_outS_1_a);
pm_R_2: lfsr port map(clk,sig_shfR_2_a,sig_genR_2_a,sig_inS_2_a,
sig_inR_2_a,sig_outR_2_a,sig_outS_2_a);
pm_R_3: misr port map(clk,sig_shfR_3_a,sig_anlR_3_a,sig_inS_3_a,
sig_inR_3_a,sig_outR_3_a,sig_outS_3_a);
pm_R_5: reg port map(clk,sig_inR_5_a,sig_outR_5_a);
pm_R_7: reg port map(clk,sig_inR_7_a,sig_outR_7_a);
pm_R_10: lfsr port map(clk,sig_shfR_10_a,sig_genR_10_a,sig_inS_10_a,
sig_inR_10_a,sig_outR_10_a,sig_outS_10_a);
pm_R_11: lfsr port map(clk,sig_shfR_11_a,sig_genR_11_a,sig_inS_11_a,
sig_inR_11_a,sig_outR_11_a,sig_outS_11_a);
pm_R_13: lfsr port map(clk,sig_shfR_13_a,sig_genR_13_a,sig_inS_13_a,
sig_inR_13_a,sig_outR_13_a,sig_outS_13_a);
pm_R_16: reg port map(clk,sig_inR_16_a,sig_outR_16_a);
pm_R_17: lfsr port map(clk,sig_shfR_17_a,sig_genR_17_a,sig_inS_17_a,
sig_inR_17_a,sig_outR_17_a,sig_outS_17_a);
pm_R_18: misr port map(clk,sig_shfR_18_a,sig_anlR_18_a,sig_inS_18_a,
sig_inR_18_a,sig_outR_18_a,sig_outS_18_a);
pm_R_19: reg port map(clk,sig_inR_19_a,sig_outR_19_a);
pm_R_20: lfsr port map(clk,sig_shfR_20_a,sig_genR_20_a,sig_inS_20_a,
sig_inR_20_a,sig_outR_20_a,sig_outS_20_a);
-- map the test compatibility classes onto comparators
pm_TCC_5_a: comp3 port map(sig_outM_1_a, sig_outM_4_a,
sig_outM_5_a, sig_TCC_5);
pm_TCC_8_a: comp2 port map(sig_outM_7_a, sig_outM_8_a,
sig_TCC_8);
-- map the finite state machine
pm_FSM: work.comp_fsm.FSM port map(clk, reset,sig_selM_1_a,
sig_selM_1_b, sig_selM_4_a, sig_selM_4_b,
sig_selM_5_a, sig_selM_7_a, sig_selM_8_a,
sig_selR_2_a, sig_selR_7_a, sig_selR_16_a,
sig_selR_18_a, sig_selS_OUT_a, sig_shfR_1_a,
sig_genR_1_a, sig_shfR_2_a, sig_genR_2_a,
sig_shfR_3_a, sig_anlR_3_a, sig_shfR_10_a,
sig_genR_10_a, sig_shfR_11_a, sig_genR_11_a,
sig_shfR_13_a, sig_genR_13_a, sig_shfR_17_a,
sig_genR_17_a, sig_shfR_18_a, sig_anlR_18_a,
sig_shfR_20_a, sig_genR_20_a, sig_TCC_5,
sig_TCC_8, sig_FAIL, NORMAL_TEST);
FAIL <= sig_FAIL;
outR_5 <= sig_outR_5_a;
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data_out: out std_logic
data_in1, data_in2, data_in3: in std_logic;
);
end smux3;
architecture rtl of smux3 is
signal result: std_logic;
begin
compare: process (sel, data_in1, data_in2, data_in3)
begin
case sel is
when sel1 => result <= data_in1;
when sel2 => result <= data_in2;
when sel3 => result <= data_in3;
end case;
end process;
data_out <= result;
end rtl;
-- 3 input comparator
-- NOTE: n input comparators are described similarly by extending the number of inputs
entity comp3 is
generic (data_width : natural := WIDTH);
port (
pass : out std_logic;
data_in1, data_in2, data_in3: in std_logic_vector(data_width - 1 downto 0)
);
end comp3;
architecture rtl of comp3 is
signal comp: std_logic;
begin
compare: process (data_in1, data_in2, data_in3)
begin
if (data_in1 = data_in2 and data_in1 = data_in3)
then comp <= ’1’; else comp <= ’0’;
end if;
end process;
pass <= comp;
end rtl;
-- LINEAR FEEDBACK SHIFT REGISTER (LFSR)
entity lfsr is
generic (data_width : natural := WIDTH);
port (
clk, shift, generat, scan_in: in std_logic;
data_in : in std_logic_vector(data_width - 1 downto 0);
data_out: out std_logic_vector(data_width - 1 downto 0);
scan_out: out std_logic
);
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architecture rtl of lfsr is
signal feedback : std_logic;
signal lfsr_reg : std_logic_vector(data_width - 1 downto 0);
begin
-- NOTE: the following feedback equation is for 4 bits data path
-- for 8 bits add lfsr_reg(lfsr_reg’high-4) xor lfsr_reg(lfsr_reg’high-3)
-- for 16 bits add lfsr_reg(lfsr_reg’high-5) xor lfsr_reg(lfsr_reg’high-3)
feedback <= lfsr_reg(lfsr_reg’high) xor lfsr_reg(lfsr_reg’high-1);
latch_it: process(clk)
begin
if (clk = ’1’ and clk’event) then
if (shift = ’0’) then -- parallel load
lfsr_reg <= data_in;
elsif (generat = ’0’) then -- shift register
lfsr_reg <= lfsr_reg(lfsr_reg’high - 1 downto 0) & scan_in;
else -- test pattern generator
lfsr_reg <= lfsr_reg(lfsr_reg’high - 1 downto 0) & feedback;
end if;
end if;
end process ;
data_out <= lfsr_reg;
scan_out <= lfsr_reg(lfsr_reg’high);
end rtl;
-- MULTIPLE INPUT SIGNATURE REGISTER (MISR)
entity misr is
generic (data_width : natural := WIDTH);
port (
clk, shift, analyse, scan_in: in std_logic;
data_in : in std_logic_vector(data_width - 1 downto 0);
data_out: out std_logic_vector(data_width - 1 downto 0);
scan_out: out std_logic
);
end misr;
architecture rtl of misr is
signal feedback : std_logic;
signal misr_reg : std_logic_vector(data_width - 1 downto 0);
begin
-- NOTE: the following feedback equation is for 4 bits data path
-- for 8 bits add misr_reg(misr_reg’high-4) xor misr_reg(misr_reg’high-3)
-- for 16 bits add misr_reg(misr_reg’high-5) xor misr_reg(misr_reg’high-3)
feedback <= misr_reg(misr_reg’high) xor misr_reg(misr_reg’high - 1);
latch_it: process(clk)
begin
if (clk = ’1’ and clk’event) then
if (shift = ’0’) then -- parallel load
misr_reg <= data_in;
elsif (analyse = ’0’) then -- shift registerAPPENDIX C. VHDL DESCRIPTIONS 243
misr_reg <= (misr_reg(misr_reg’high - 1 downto 0) & scan_in);
else -- signature analyser
misr_reg <= (misr_reg(misr_reg’high - 1 downto 0) & feedback)
xor data_in;
end if;
end if;
end process ;
data_out <= misr_reg;
scan_out <= misr_reg(misr_reg’high);
end rtl;
-- BUILT IN LOGIC BLOCK OBSERVER (BILBO)
entity bilbo is
generic (data_width : natural := WIDTH);
port (
clk, shift, generat, analyse, scan_in: in std_logic;
data_in : in std_logic_vector(data_width - 1 downto 0);
data_out : out std_logic_vector(data_width - 1 downto 0);
scan_out : out std_logic
);
end bilbo;
architecture rtl of bilbo is
signal feedback : std_logic;
signal bilbo_reg: std_logic_vector(data_width - 1 downto 0);
begin
-- NOTE: the following feedback equation is for 4 bits data path
-- for 8 bits add bilbo_reg(bilbo_reg’high-4) xor bilbo_reg(bilbo_reg’high-3)
-- for 16 bits add bilbo_reg(bilbo_reg’high-5) xor bilbo_reg(bilbo_reg’high-3)
feedback <= bilbo_reg(bilbo_reg’high) xor bilbo_reg(bilbo_reg’high - 1);
latch_it: process(clk)
begin
if (clk = ’1’ and clk’event) then
if (shift = ’0’) then -- parallel load
bilbo_reg <= data_in;
elsif (generat = ’0’) then -- shift register
bilbo_reg <= (bilbo_reg(bilbo_reg’high - 1 downto 0) & scan_in);
elsif (analyse = ’0’) then -- test pattern generator
bilbo_reg <= (bilbo_reg(bilbo_reg’high - 1 downto 0) & feedback);
else -- signature analyser
bilbo_reg <= (bilbo_reg(bilbo_reg’high - 1 downto 0) & feedback)
xor data_in;
end if;
end if;
end process ;
data_out <= bilbo_reg;
scan_out <= bilbo_reg(bilbo_reg’high);
end rtl;INDEX 265
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