puter can understand, the trick is to write code that humans can understand." Otherwise, we could still be writing code in assembly, and nobody would really complain. Since maintenance takes up a big chunk of the software development budget, however, it is not enough for code to work-it must also be clean.
What exactly do professional programmers mean by clean code? Martin conducted a small survey, asking some renowned programmers for their thoughts on the subject. In this book's introduction, you will find their responses. Once the stage is set, the book proceeds in three complementary directions, forming the three parts of the book.
The first part covers the principles, patterns, and practices of writing clean code, from the point of view of Martin and six of his colleagues at Object Mentor Inc. These chapters are written in an opinion-column style and are to be read more as informal blogging rants than as the final word on the topic. While you might not agree with everything they say, you will still find many commonsense coding guidelines and some witty aphorisms.
The second part of the book includes three case studies that illustrate how even well-written code can always be refactored and cleaned using TDD (test-driven development). The premise behind TDD is that code should be continually tested and refactored. Its motto is: first, make it work (pass the automated tests); then, make it right.
The final chapter of the book contains a list of 66 smells and heuristics that the author compiled by walking through different programs and refactoring them. Each time he changed anything, he asked himself why and wrote the reason down. This resulted in a list that, even though it is hardly complete, implies "a value system."
In short, this book makes common sense explicit in the form of coding guidelines, provides three case studies that illustrate the iterative refactoring process needed to produce really maintainable code, and compiles, in a single chapter, many of the underlying heuristics that guide this process. There are better books available on this topic, but this book could spark discussions within your own development team, help polish your differences until you achieve a consensus, and, in agile terms, help develop your own "value system." -Fernando Berzal
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