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Ljubljana, 2020
Copyright. Rezultati diplomske naloge so intelektualna lastnina avtorja
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GPS Global Positioning System sistem globalnega pozicionira-
nja
USB Universal Serial Bus univerzalno serijsko vodilo






DCC Direct Client-to-Client Neposredno odjemalec do od-
jemalca
NMEA National Marine Electronics
Association
nacionalno združenje za po-
morsko elektroniko
WSGI Web Server Gateway Interface vmesnik spletnega strežnika
HTML Hyper Text Markup Language jezik za označevanje nadbese-
dila
CSS Cascading Style Sheets kaskadne stilske podloge
AJAX Asynchronous JavaScript And
XML
asinhroni JavaScript in XML
JSON JavaScript Object Notation oznaka predmetov JavaScript
XML Extensible Markup Language razširljivi označevalni jezik
IP Internet Protocol internetni protokol
API Application Programming In-
terface




Naslov: Nizkocenovni računalnǐski sistem za slikovno podvodno opazovanje
Avtor: Januš Likozar
Diplomska naloga rešuje problem spremljanja sidra plovila in zagotavljanja,
da je plovilo varno zasidrano. Vse trenutne rešitve ta problem rešujejo s spre-
mljanjem lokacije samega plovila, kar v veliko primerih ni dovolj zanesljivo.
Vizualno spremljanje sidra pa je brez potapljanja trenutno nemogoče. Naš
sistem ta problem rešuje z bojo, ki je z jeklenico pripeta na sidro. V boji
je GPS modul, ki spremlja lokacijo boje v realnem času. Ta modul je pri-
ključen na računalnik Raspberry Pi, na katerem teče spletni strežnik, preko
katerega lahko z mobilno napravo dostopamo do teh podatkov. Na strežnik se
povežemo preko mobilne dostopne točke. Preko UTP kabla je na Raspberry
Pi povezana še IP kamera, ki je pod vodo nekaj metrov nad sidrom, obrnjena
proti sidru. Preko razvite spletne aplikacije se lahko povežemo na strežnik,
kjer lahko spremljamo lokacijo sidra v realnem času, dobimo opozorilo če se
sidro preveč premakne, in pa spremljamo sidro preko videa iz kamere.
Ključne besede: sidro, strežnik, GPS, Raspberry Pi.

Abstract
Title: Low cost computer system for underwater visual inspection
Author: Januš Likozar
This thesis is solving the problem of monitoring our vessels anchor and ensur-
ing that our vessel is safely anchored. All current solution solve this problem
by monitoring the position of the vessel itself, which is in many cases not
reliable enough. Visual monitoring of the anchor, however, is impossible
without diving. Our system solves this problem with a buoy attached to
the anchor with a cable. Inside is a GPS module that tracks its position in
real time. This module is connected to a Raspberry Pi computer running a
web server through which we can access this data with a mobile device. We
connect to the server through a mobile access point. An IP camera is also
connected to the Raspberry Pi via an UTP cable, which is under water a few
meters above the anchor, facing the anchor. We can connect to the server
through our developed web application, where we can monitor the location
of the anchor in real time, get a warning if the anchor moves too much, and
monitor the anchor visualy via video from the camera.




Pri sidranju plovila v zalivu vedno pride do vprašanja in skrbi, če je sidro
dobro fiksirano. Tudi če sprva kaže, da sidro drži, se lahko čez čas zaradi
premikanja čolna in tokov iztakne iz tal, kar povzroči, da plovilo odnese iz
želenega položaja. V najhuǰsem primeru lahko to povzroči, da nam plovilo
nasede na obalo ali pa odnese iz zaliva.
Trenutno je edini način, s katerim lahko zagotovimo fiksiranje sidra, da
se do njega potopimo in stanje preverimo ročno. To je pa seveda zelo ne-
praktična rešitev. Tako smo razvili sistem, s katerem lahko preko pametnega
telefona preverimo stanje sistema s kamero, ki je nad sidrom. Poleg tega
sistem vsebuje GPS modul, ki spremlja lokacijo sidra v realnem času in nas
v primeru premika opozori z zvočnim signalom.
1.1 Pregled področja
Ker je problem spremljanja sidra precej razširjen, zanj obstaja že nekaj dru-
gih rešitev. Najbolj razširjena in dostopna rešitev so razne mobilne aplika-
cije [20, 1], ki spremljajo položaj čolna preko lokacijskih storitev telefona.
Njihova največja prednost je cena: pametni telefon ima skoraj vsak, veliko
teh aplikacij pa je brezplačnih. GPS storitve na pametnih telefonih so zelo
natančne, tako da te aplikacije uspešno zaznajo, kdaj se čoln preveč prema-
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kne iz začetnega položaja. Slabost teh aplikacij je, da sama aplikacija ne
more vedeti, kje je dejanski položaj sidra. Tako je ob premikih čolna ne-
znano, ali je do tega prǐslo zaradi popuščanja sidra, ali pa se čoln samo vrti
okoli sidra, ki je še vedno statično. Tako lahko hitro pride do lažnih alarmov
ali pa se alarm sproži šele, ko se je čoln že precej premaknil.
Druga rešitev so vgrajeni sistemi na čolnih [11], ki lahko poleg GPS loka-
cije uporabljajo še druge informacije, kot je na primer globina vode. Prednost
teh je, da so lahko nekoliko bolj zanesljivi, in so že vgrajeni v opremo plovila.
Imajo enake slabosti kot mobilne aplikacije glede položaja sidra, poleg tega
pa so tudi precej dražji.
1.2 Struktura naloge
V nalogi bom najprej naštel vso strojno in programsko opremo, ki jih sis-
tem uporablja, in opisal, kako so povezane. Nato bom še opisal programsko




Glavna komponenta sistema je računalnik Raspberry Pi 4. generacije z ope-
racijskim sistemom Raspberry Pi OS. Na njem teče spletni strežnik Guni-
corn, ki streže spletno aplikacijo preko lokalnega omrežja. Za povezavo na
lokalno omrežje je vzpostavljena Wi-Fi dostopna točka. GPS modul u-blox
NEO-M9N je na Raspberry Pi priključen preko USB. Ta pošilja podatke o
lokaciji našemu strežniku preko protokola UBX. Na drugem USB priključku
je priključen Huawei LTE modul, ki omogoča, da sistem lahko dostopa do
interneta. Na GPIO je priključen še piskač. Kamera je priključena preko
ethernet kabla. Kamera ima tovarnǐsko že vzpostavljen svoj strežnik, preko
katerega lahko gledamo video in spreminjamo nastavitve. Na Sliki 2.2 lahko
vidimo vse komponente sistema, na Sliki 2.1 pa shemo povezav.
2.1 Raspberry Pi
Raspberry Pi [18] je majhen računalnik, ki je bil razvit v Združenih Kra-
ljestvih. Originalno je bil namenjen učenju programiranja v šolah in razvi-
jajočih državah [26]. Zaradi nizke cene in visoke mobilnosti je hitro postal
zelo popularen in se je začel uporabljati tudi za druge namene, kot so robo-
tika, hobi in raziskovalni projekti ter prototipiranje. Prva generacija je izšla














Slika 2.1: Shema sistema
da se lahko uporablja tudi kot osebni računalnik. To generacijo uporabljamo
tudi v tej nalogi.
Sam računalnik kot nov pride brez kakršnekoli periferije kot je vidno
na Sliki 2.3. Ima samo več vhodov, kamor priklopimo, kar potrebujemo za
projekt. Vsebuje naslednje vhode:
• USB-C vhod za napajanje
• 2× micro HDMI
• 2× USB 2.0
• 2× USB 3.0
• Gigabitni ethernet
• MIPI DSI vhod za zaslon
• MIPI CSI vhod za kamero
• GPIO
• Reža za SD kartico
Računalnik tovarnǐsko tudi nima naloženega nobenega operacijskega sis-
tema ali druge programske opreme, zato jo moramo naložiti sami. Najbolj
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Slika 2.2: Celoten sistem s vsemi komponentami
popularna izbira za operacijski sistem je Raspberry Pi OS, ki je uraden ope-
racijski sistem zasnovan in optimiziran specifično za to platformo. Če želimo
lahko nanj naložimo tudi druge operacijske sisteme, kot je na primer Ubuntu.
Zaradi omenjene zmogljivosti, povezljivosti in nizke cene se ta računalnik
velikokrat uporablja za spletne strežnike za video tokove [25] in za povezavo
z raznimi senzorji [24], kar ga naredi primernega tudi za našo nalogo.
2.2 U-blox NEO-M9N GPS modul
U-blox NEO-M9N [12] je najnoveǰsa generacija GPS modulov razvijalcev u-
blox. Zaznava lahko signale iz GPS, GLONASS, Galileo in BeiDou satelitov
hkrati, kar zagotavlja horizontalno natančnost pozicioniranja do 1.5 metra
natančno z visoko odzivnostjo. V nalogi uporabljamo razvijalno ploščo Spar-
kFun, na Sliki 2.4, ki poleg tega modula vsebuje še vgrajeno baterijo, an-
teno in pa USB-C priključek. Modul podpira komunikacijo preko vmesnikov
UART, USB, SPI in DCC, za prenos podatkov pa lahko uporablja protokole
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Slika 2.3: Raspberry Pi 4. generacije
NMEA, RTCM in UBX.
Splošni protokoli, kot je na primer NMEA [14], sicer zadoščajo za splošno
rabo, kot je samo spremljanje položaja modula, za uporabo bolj naprednih
funkcij in nastavljanje nastavitev modula pa moramo uporabljati protokol
UBX [13], ki je bil zasnovan specifično za uporabo teh modulov.
2.2.1 Protokol UBX
Sporočila v protokolu UBX so zasnovana iz zaporedja bajtov. Vsak tip
sporočila ima zasnovan model, po katerem je zgrajeno. Tako sprejemnik iz
tipa sporočila ve, na katerem mestu je katera vrednost. Osnovno so sporočila
zgrajena iz naslednjih vrednosti:
• Na prvih dveh mestih sta bajta vrednosti 0xb5 in 0x62. Označujeta
začetek UBX sporočila.
• Na naslednjih dveh mestih je najprej razred, nato pa ID sporočila. Te
dve vrednosti enolično določita, za katero vrsto sporočila gre.
• Na naslednjih dveh mestih je zapisana dolžina sporočila, preko katerega
sprejemnik lahko ve, kdaj se trenutno sporočilo konča in se naslednje
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Slika 2.4: Uporabljena plošča SparkFun z NEO-M9N GPS modulom
začne.
• Nato sledijo podatki sporočila. Format teh je odvisen od razreda in
ID-ja sporočila.
• Na koncu sledita še dve polji za kontrolno vsoto, kjer prejemnik preveri,
če se je sporočilo pravilno preneslo.
Modul je ponavadi nastavljen tako, da periodično (ponavadi na eno se-
kundo) pošlje izbrana sporočila. Lahko pošilja tudi sporočila v več različnih
protokolih naenkrat. Če želimo druge podatke, lahko iz sprejemnika tudi
zahtevamo katerokoli sporočilo. To storimo tako, da modulu v formatu UBX
pošljemo sporočilo razreda in ID-ja, ki nas zanima, ampak mu dolžino na-
stavimo na 0 in ne pošljemo podatkov. Modul nam bo odgovoril z ustreznim
sporočilom.
Če želimo spreminjati trenutne nastavitve modula, to naredimo s pomočjo
UBX sporočil razreda CFG. Na sprejemniku sestavimo ustrezno sporočilo in
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Slika 2.5: Primer UBX strukture sporočila
v podatke vstavimo ustrezne vrednosti po modelu sporočila, izračunamo kon-
trolno vsoto, nato pa to sporočilo pošljemo modulu. Če je modul lahko pra-
vilno prebral sporočilo in spremenil nastavitve, nam bo odgovoril s sporočilom
ACK-ACK. V primeru, da je prǐslo do napake pri branju sporočila ali zahte-
vane nastavitve ni bilo mogoče spremeniti, bo poslal sporočilo ACK-NAK.
Za lažje konfiguriranje in testiranje modulov ima u-blox za operacijske
sisteme Windows brezplačno programsko opremo u-center. Preko tega pro-
grama lahko spremljamo trenutno stanje modula preko konzole ali grafično,
pregledamo trenutne nastavitve in jih tudi spreminjamo brez, da bi morali
sami generirati UBX sporočila. Prav tako lahko spremljamo vsa sporočila,
ki jih pošilja modul v realnem času. Ta programska oprema precej olaǰsa
konfiguriranje modula.
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2.3 Reolink RLC-520 IP kamera
Izbrana Reolink IP kamera je cenovno ugodna kamera visoke ločljivosti, preko
katere lahko spremljamo video tok v ločljivosti 2560x1920 v realnem času.
Kamera vsebuje tudi možnost delovanja v infrardečem načinu in infrardečo
luč, ki omogoča, da lahko snema tudi ponoči. Video tok se pošilja preko
protokola RTSP, kameri pa lahko pošljemo tudi zahtevo, da nam pošlje samo
eno trenutno sliko.
Do videa in nastavitev kamere dostopamo tako, da se z brskalnikom
povežemo na lokalni IP naslov kamere in se vanjo prijavimo z uporabnǐskim
imenom in geslom. Za pametne telefone obstaja tudi aplikacija z enakim
delovanjem.
Slika 2.6: Kamera Reolink RLC-520
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2.4 Huawei E3372h LTE modul
Standardni modul je v obliki USB ključka, v katerega vstavimo SIM kartico
z dostopom do mobilnega omrežja. Dosega lahko hitrosti do 150 Mbit/s.
Preko njega lahko s spletom komunicira tako Raspberry Pi, kot tudi vse
naprave, ki so trenutno povezane nanj preko dostopne točke. Sama konfi-
guracija tega modula ni zahtevna, saj ga samo priključimo v sistem in se
konfigurira sam. Če želimo se lahko tudi povežemo na spletno stran tega
modula in mu spreminjamo nekatere nastavitve.
Slika 2.7: Huawei LTE modul
2.5 Piskač
Piskač je zvočnik, ki ob električnem signalu začne predvajati glasen pisk.
Prikazan je na Sliki 2.8. Na Raspberry Pi je priključen preko GPIO, preko
katerega lahko programsko sprožimo ta signal in posledično pisk. Alarm
se sproži takrat, ko GPS zazna, da se je boja premaknila iz nastavljenega
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območja sidra. Zagotavlja nam dodatno zanesljivost, saj se ta alarm sproži
tudi, če ne slǐsimo alarma na pametnem telefonu ali pa se je povezava s
sistemom prekinila.





3.1 Raspberry Pi OS
Na računalniku Raspberry Pi je naložen sistem Raspberry Pi OS, ki je
različica sistema Linux optimizirana za ta sistem. Tako programiranje na
njem deluje skorajda enako kot na osebnem računalniku.
3.2 Strežnik
Strežnik uporablja specifikacijo WSGI [23] (angl. Web Server Gateway In-
terface). To je specifikacija, ki definira, kako spletni strežniki posredujejo
zahteve programom, ki so napisani v programskem jeziku Python. To spe-
cifikacijo implementira več knjižnic, ki jo tudi abstraktirajo, tako da pro-
gramerju za programiranje spletnega strežnika ni treba poznati delovanja
specifikacije.
3.2.1 Flask
Flask [4] knjižnica implementira stroj za podloge Jinja [8] in WSGI knjižnico
Werkzeug [22]. Glavni del knjižnice Jinja je lažje generiranje spletnih strani
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z možnostjo posredovanja spremenljivk iz strežnika, Werkzeug pa implemen-
tira specifikacijo WSGI. Samo jedro je zelo enostavno in nadgradljivo. To
omogoča, da z njo lahko zelo hitro in enostavno postavimo funkcionalnost
strežnika, je pa tudi zelo prilagodljiv in lahko vse komponente nadgrajujemo
ali menjamo po želji.
Primer zelo enostavnega strežnika s samo eno dostopno točko:






Flask sicer vsebuje tudi delovanje samega strežnika, ampak je zelo preprost
in se uporablja samo kot testno okolje med razvijanjem. Za sam strežnik se
uporablja Gunicorn [5]. To ogrodje je enostavno, lahko, in precej hitro, zaradi
česar je primerno za uporabno na sistemih Raspberry Pi. Zelo enostavno ga
je skonfigurirati, da deluje s programom, napisanim s knjižnico Flask.
3.3 Spletna aplikacija
Osnovna spletna stran je zgrajena z jezikoma HTML in CSS, medtem ko
je programski del napisan v jeziku JavaScript. Poleg osnovnih jezikov sem
uporabljal še druge knjižnice: za izgled sem uporabil knjižnico Bootstrap, za
prikaz zemljevida pa knjižnico Mappa, ki združuje knjižnico za risanje p5 in
knjižnico za zemljevide Leaflet.
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3.3.1 HTML in CSS
HTML [6] in CSS [3] sta osnovna gradnika internetnih strani. HTML nam
omogoči izgradnjo strukturirane spletne strani z različnimi elementi, medtem
ko CSS definira izgled in postavitev. Spletni brskalniki iz strani prejmejo te
dokumente in iz njih interpretirajo izgled spletne strani, ki nam jo prikažejo.
3.3.2 Bootstrap
Izdelovanje spletnih strani z lepim izgledom in dobro uporabnǐsko izkušnjo s
samim HTML in CSS je precej zahtevno. Zato se uporabljajo knjižnice, kot
je Bootstrap [2]. Ta knjižnica definira nove elemente, iz katerih je grajenje
spletnih strani precej poenostavljeno. Poleg tega se ti elementi avtomat-
sko prilagajajo glede na velikost zaslona. To pomeni, da stran definiramo
samo enkrat, in se bo avtomatsko prilagodila za optimalno izkušnjo tako na
računalniku kot na pametnem telefonu.
3.3.3 JavaScript
Za sam programski jezik smo si izbrali JavaScript [7], ki je glavni programski
jezik za programiranje spletnih strani. Omogoča nam, da se spletna stran
lahko dinamično spreminja in da lahko uporabnik z njo upravlja. Omogoča
nam tudi uporabo principa Ajax, s katerim lahko pridobivamo podatke s
strežnika brez osveževanja spletne strani, tako da spletno stran dinamično
osvežujemo z novimi podatki.
3.3.4 Mappa.js
Za prikaz zemljevida in risanje po njem uporabljamo knjižnico Mappa [10].
Glavni del te knjižnice je združevanje knjižnice za zemljevide s knjižnico za
risanje. To pomeni, da vsebuje funkcije za pretvarjanje koordinat zemljevida
v piksle na sliki zemljevida. To nam omogoča, da lahko iz geografske dolžine
in širine pridobimo, na katerem pikslu slike zemljevida je ta lokacija, nato pa
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na tej lokaciji narǐsemo krog. Ta krog bo nato ob vsakem premiku zemljevida
ostal na isti lokaciji.
3.3.5 Leaflet.js
Za storitve zemljevida sem si izbral knjižnico Leaflet [9]. To je majhna in
lahka knjižnica, narejena za mobilne aplikacije, ki vsebuje vse potrebne funk-
cije. Za same slike zemljevida uporabljam podatke iz odprte zbirke Open-
StreetMap [15].
3.3.6 p5.js
Knjižnica p5 [16] nam omogoča risanje na spletni strani s programiranjem.
V knjižnici Mappa uporabljamo ta sistem na vrhu knjižnice Leaflet, kar
omogoča, da se na zemljevid rǐse.
3.3.7 Princip AJAX
AJAX pomeni asinhron Javascript in XML. Gre za uporabo objekta XMLHt-
tpRequest za komuniciranje s strežnikom. Uporablja se tako za pošiljanje
informacij v raznih formatih na strežnik in njihovo prejemanje. Večinoma
se uporablja s formati JSON, XML, HTML in tekst. Glavna uporaba tega
principa zajema možnost izmenjave podatkov s strežnikom in posodobitev
spletne strani brez, da bi bilo stran potrebno osvežiti.
3.4 Systemd sistemske storitve
Glavni namen sistema Systemd [21] je združevanje konfiguracije in obnašanja
vseh storitev na distribucijah Linux. Sistem nadzoruje vse storitve, ki na
operacijskem sistemu tečejo v ozadju. Pri veliko storitvah to pomeni, da jih
ob zagonu sistema zažene in nato spremlja. To je uporabno tudi za spletne
strežnike, saj zagotavlja, da bo strežnik ves čas prižgan, ob primeru napak
pa lahko tudi pogledamo njegov izpis.
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3.5 GPIO
Raspberry Pi ima tudi 40 GPIO priključkov, s katerimi lahko prejemamo in
pošiljamo električne signale. Ponavadi se uporablja za prižiganje LED lučk in






4.1.1 Raspberry Pi OS
Preden smo začeli s programiranjem, je bilo potrebno vzpostaviti okolje na
računalniku Raspberry Pi. Prvo je potrebno naložiti operacijski sistem. Za
to smo uporabili uradno orodje Raspberry Pi Imager. V računalnik vsta-
vimo SD kartico, ki jo bomo uporabljali v sistemu. Nato zaženemo orodje,
si izberemo željen operacijski sistem (v našem primeru Raspberry Pi OS),
izberemo SD kartico in začnemo pisanje. Orodje bo avtomatsko preneslo
potrebne datoteke iz interneta in na kartico zapisalo operacijski sistem.
Po tem bi lahko to kartico vstavili v Raspberry Pi, priključili tipkovnico,
mǐsko in zaslon, in sistem bi deloval. Ker v našem primeru ne bomo upo-
rabljali zaslona in tipkovnice, ampak se hočemo nanj povezati oddaljeno iz
drugega računalnika, moramo opraviti še en korak. Kreiramo prazno dato-
teko, imenovano ssh (brez končnice), in jo zapǐsemo na SD kartico. Ko se bo
sistem prvič zagnal, bo prebral to datoteko, omogočil dostop preko protokola
ssh, in to datoteko izbrisal.
Sedaj lahko priključimo sistem na napajanje in na internet preko ethernet
kabla. Ko se sistem prižge in mu je dodeljen IP naslov, se lahko preko
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20 Januš Likozar
terminala drugega računalnika povežemo nanj in nadaljujemo konfiguracijo.
4.1.2 Python virtualno okolje
Najprej si za projekt ustvarimo novo mapo, v njem pa v mapo venv inicializi-
ramo novo virtualno okolje. To okolje aktiviramo, in vanj naložimo potrebne
Python knjižnice. Za spletni strežnik potrebujemo knjižnici Flask in Guni-
corn, za komunikacijo z GPS modulom knjižnico Pyserial, za uporabo GPIO
priključkov pa knjižnico GPIO zero.
4.1.3 Nastavitve omrežja
Do zdaj je bil sistem z ethernet kablom priklopljen v omrežje, in smo do
njega tudi dostopali preko tega omrežja. V prihodnje pa hočemo, da bi se
lahko nanj povezali neposredno. V ta namen na sistemu Wi-Fi modul konfi-
guriramo tako, da deluje kot dostopna točka, preko katere se lahko brezžično
povežemo na njegovo omrežje.
Posebna konfiguracija za LTE modul ni potrebna, saj avtomatsko začne
delovati, ko ga priključimo. Na koncu samo še priključimo kamero preko
ethernet kabla. Raspberry Pi kameri preko protokola DHCP dodeli IP naslov,
ki pa je vedno enak. Preko tega naslova lahko nato dostopamo do kamere.
4.2 Komunikacija preko protokola UBX
Prvi in najpomembneǰsi del te naloge je uspešno komuniciranje med sistemom
Raspberry Pi in GPS modulom. Protokol NMEA je sicer bolj splošen in že
implementiran v preprostih knjižnicah, ampak ker hočemo uporabljati več
funkcij modula, moramo uporabljati protokol UBX. Ker je ta protokol manj
splošen in se uporablja samo za module te znamke, še nima definirane neke
splošne knjižnice, ki bi pokrivala celotno funkcionalnost v obliki, ki bi bila
enostavna za uporabo. Nekatere knižnice [17] podpirajo branje sporočil, ne
pa pisanje. Za to smo morali to funkcionalnost implementirati sami.
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4.2.1 Struktura programa
Program je razvit tako, da ga je čim lažje vključiti in uporabljati v drugih
programih. V inicializaciji razreda se vzpostavi serijska povezava do modula.
Nato razred vsebuje funkcijo, ki vsebuje končni avtomat za branje sporočil.
Ta funkcija bere bajt za bajtom iz modula, interpretira sporočila, nato pa s
tem sporočilom v argumentu kliče funkcijo onUBX(), katera zaenkrat samo
izpǐse sporočilo. Namen te funkcije je, da jo v programu prepǐsemo, kar nam
omogoča dostop do procesiranih sporočil. Program nato vsebuje še funkcije
za generiranje in pošiljanje sporočil.
4.2.2 Vzpostavitev povezave
Ko kreiramo instanco našega razreda, mu moramo še podati vrata, na ka-
terem je naš modul priklopljen, in hitrost prenosa, s katerem deluje komu-
nikacija. Uporabimo razred Serial knjižnice Pyserial, temu objektu podamo
vrata in hitrost prenosa, in s funkcijo open() odpremo povezavo. Če se pove-
zava uspešno vzpostavi, lahko sedaj preko tega objekta s funkcijama read()
in write() pǐsemo in beremo bajte z modula.
4.2.3 Kontrolna vsota
Za generiranje kontrolnih vsot uporabljamo razred iz druge knjižnice za pro-
tokol UBX [17]. Sam razred je preprost. Ima funkcije reset(), ki kontrolno
vsoto nastavi na 0, update(), ki kontrolno vsoto posodobi glede na nov bajt,
in get(), preko katere lahko pridobimo kontrolno vsoto v obliki številke. Ra-
zredne spremenljivke a in b pa predstavljajo kontrolno vsoto v bajtih.
Razred lahko uporabljamo na dva načina: lahko, pri prejemanju sporočila
bajt po bajt, kličemo funkcijo update() postopoma, ko pridemo do konca
sporočila, pa z get() dobimo izračunano vsoto. Ta način uporabljamo pri
končnem avtomatu.
Drug način uporabe je, da že pri inicializaciji razreda kot argument kon-
struktorju podamo sporočilo, na katerem hočemo izračunati kontrolno vsoto.
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Konstruktor nato avtomatsko kliče funkcijo update() za vsak podan bajt
eden za drugim. Tako lahko takoj po inicializaciji že preberemo kontrolno
vsoto. Ta način uporabljamo pri generiranju sporočil.
4.2.4 Končni avtomat
Ker želimo, da branje sporočil deluje ves čas v ozadju neodvisno od strežnika,
razred deduje od razreda threading.Thread. V njem naredimo funkcijo run(),
v katero bomo napisali kodo za branje sporočil. To pomeni, da bo razred
podedoval funkcijo start(), katera bo avtomatsko zagnala funkcijo run() na
novi niti. Sam avtomat damo v neskončno zanko.
Sama sestava avtomata je preprosta. V neskončni zanki najprej prebe-
remo en bajt iz modula, nato pa z uporabo pogojnih stavkov izvedemo pravi
del kode glede na trenutno stanje, in po možnosti preidemo v naslednje sta-
nje.
• Prvo stanje samo preveri, če je bajt enak 0xb6. Če je pravilen, preidemo
v naslednje stanje, drugače pa samo izpǐsemo, da je prǐslo do napake.
• Drugo stanje preveri, če je bajt 0x62. Če je pravilen pomeni, da gre za
začetek UBX sporočila in preidemo v naslednje stanje. Če ni, izpǐsemo
napako in preidemo nazaj v prvo stanje
• Tretje stanje trenutni bajt zapǐse v spremenljivko, ki predstavlja razred
trenutnega sporočila
• Četrte stanje spet zapǐse bajt v spremenlčjivko, ki predstavlja ID tre-
nutnega sporočila.
• V petem in šestem stanju prebrana bajta skupaj predstavljata dolžino
sporočila v bajtih. Število je 16 bitno, kjer prvi bajt predstavlja za-
dnjih 8 bitov, drugi pa prvih 8. Zato v petem stanju shranimo bajt v
spremenljivko, v šestem pa bajt pomnožimo z 256 in ga nato prǐstejemo
tej spremenljivki. Tako dobimo celotno dolžino podatkov sporočila.
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• V sedmem stanju poteka procesiranje samih podatkov. V tem sta-
nju smo toliko časa, dokler ne preberemo toliko bajtov, kot je dolžina
sporočila. Vsak prebran bajt dodamo v vrsto bajtov. Ko smo prebrali
vse bajte, to vrsto skupaj z razredom, ID-jem in dolžino pošljemo v
funkcijo za procesiranje sporočil, rezultat pa shranimo v spremenljivko.
• V osmem in devetem stanju bajta predstavljata kontrolno vsoto. Tukaj
prvi bajt predstavlja prvih 8 bitov, drugi pa drugih 8. Tako najprej v
prvem stanju v spremenljivko shranimo bajt pomnožen z 256, v drugem
pa ji samo prǐstejemo bajt.
• V zadnjem stanju nato še preverimo, če je kontrolna vsota pravilna. Če
je, poženemo funkcijo onUBX() z argumentom, ki je prejeto sporočilo.
Če ni pravilno, izpǐsemo napako. Po tem preidemo nazaj v prvo stanje.
4.2.5 Format sporočil
Da lahko program pravilno bere in generira sporočila, mora za vsako možno
sporočilo obstajati model, po katerem ve, kateri podatki morajo biti na ka-
terih mestih. Te modele smo implementirali s pomočjo Python slovarjev v
hierarhiji. Najvǐsji slovar predstavlja slovar razredov. Tukaj vsak razred,
v obliki številke, ki ta razred predstavlja v sporočilih, kaže na slovar tega
razreda. Razred za vsak slovar je spet v enaki obliki, ampak tukaj za vsak
ID v obliki številke kaže na slovar tega sporočila
Slovar sporočila je nekoliko bolj kompleksen. Najprej vsebuje polja za
ime sporočila, razred, ID, dolžino statičnega dela in dolžino ponavljajočega
dela. Nato vsebuje še dve polji: eden kaže na vrsto statičnih polj, drugi pa
na vrsto ponavljajočih polj, ki je v primeru, da teh v sporočilu ni, prazen.
Vrsti polj sta oba v enakem formatu. Za vsako vrednost v sporočilu je
en vnos, ki predstavlja vrsto s štirimi vrednostmi. Prva vrednost je ime
sporočila, druga je številka bajta, kjer se ta vrednost začne, tretje je format
sporočila, četrto pa za število bajtov, ki ga ta vrednost zaseda. Te vrednosti
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so prepisane iz uradne dokumentacije protokola UBX, le polje za format je
pretvorjeno tako, da ga razume Python, po Tabeli 4.1.














("iTOW", 0, ’I’, 4),
("year", 4, ’H’, 2),
("month", 6, ’B’, 1),
("day", 7, ’B’, 1),
("hour", 8, ’B’, 1),
("min", 9, ’B’, 1),
("sec", 10, ’B’, 1),
("valid", 11, ’B’, 1),
("tAcc", 12, ’I’, 4),
("nano", 16, ’i’, 4),
("fixType", 20, ’B’, 1),
("flags", 21, ’B’, 1),
("flags2", 22, ’B’, 1),
Diplomska naloga 25
("numSV", 23, ’B’, 1),
("lon", 24, ’i’, 4),
("lat", 28, ’i’, 4),
("height", 32, ’i’, 4),
("hMSL", 36, ’i’, 4),
("hAcc", 40, ’I’, 4),
("vAcc", 44, ’I’, 4),
("velN", 48, ’i’, 4),
("velE", 52, ’i’, 4),
("velD", 56, ’i’, 4),
("gSpeed", 60, ’i’, 4),
("headMot", 64, ’i’, 4),
("sAcc", 68, ’I’, 4),
("headAcc", 72, ’I’, 4),
("pDOP", 76, ’H’, 2),
("reserved11", 78, ’B’, 1),
("reserved12", 79, ’B’, 1),
("reserved13", 80, ’B’, 1),
("reserved14", 81, ’B’, 1),
("reserved15", 82, ’B’, 1),
("reserved16", 83, ’B’, 1),
("headVeh", 84, ’i’, 4),
("magDec", 88, ’h’, 2),





























Ko imamo modele za uporabljena sporočila definirane in lahko podatke sporočila
preberemo, lahko ta sporočila tudi sprocesiramo in iz njih pridobimo upo-
rabne podatke. Funkcija za argumente sprejema podatke v bajtih, razred,
ID in dolžino. Najprej iz razreda in ID-ja pridobimo ustrezen model za to
sporočilo - če ta ne obstaja, funkcija vrne sporočilo z neznanim imenom.
Iz modela nato pridobimo vrsto s podatki o poljih. Z zanko gremo čez
vsako polje v vrsti. Tako za vsako vrednost dobimo na katerem bajtu se
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Format C tip Python tip Velikost v bajtih
b signed char integer 1
B unsigned char integer 1
h signed short integer 2
H unsigned short integer 2
i int integer 4
I unsigned int integer 4
f float float 4
s char[] bytes -
Tabela 4.1: Tabela uporabljenih formatov števil
začne, kje se konča, in v katerem formatu je zapisana. Za dekodiranje upora-
bimo funkcijo struct.unpack(), kateri lahko podamo bajte in njihov format,
vrne pa nam ustrezno število.
Postopek za ponovljiva polja je skorajda enak, samo da moramo najprej
izračunati, kolikokrat se ta polja ponovijo. To naredimo tako, da od dolžine
sporočila odštejemo dolžino statičnega dela v modelu, nato pa to delimo
z dolžino ponavljajočega dela. Nato tolikokrat ponovimo zgornji postopek,
samo da z vrsto ponavljajočega dela in da mestom bajtov prǐstejemo ustrezen
zamik.
Dobljene vrednosti shranjujemo v nov slovar. Najprej v slovar iz modela
prepǐsemo ime, iz argumentov funkcije pa pridobimo razred, ID in dolžino.
Nato vsako pridobljeno vrednost shranimo v slovar v formatu ime:vrednost.
V ponavljajočem delu imenu vrednosti dodamo še indeks, v katerega od teh
delov vrednost spada.
Ko preberemo vse vrednosti, funkcija vrne ta slovar.
4.2.7 Generator sporočil
Generator sporočil zajema dva dela: prvi za generiranje sporočil z namenom
povpraševanja o podatkih iz modula GPS in drugi za generiranje poljubnih
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sporočil.
Generiranje povpraševalnih sporočil je preprosto in zajema eno samo
funkcijo. Funkcija sprejema dva argumenta: razred in ID. Funkcija nato
naredi sporočilo iz štirih bajtov, prvi je razred, drugi ID, tretji in četrti, ki
zajemata velikost sporočila, pa sta 0. Na teh bajtih nato izračunamo kon-
trolno vsoto. Na koncu tem štirim bajtom dodamo se začetna bajta, torej
0xb5 in 0x62, na koncu pa še bajta kontrolne vsote, in to vrsto vrne.
Generiranje poljubnih sporočil poteka v dveh korakih. Prva funkcija je
namenjena generiranju praznega sporočila v obliki slovarja, kjer so vse vre-
dnosti podatkov nastavljene na 0. Funkcija sprejme razred, ID in število
ponavljajočih blokov za argumente. Najprej iz glavnega slovarja pridobimo
ustrezen model sporočila, in naredimo nov slovar s vrednostmi za ime, razred,
ID in dolžino. Nato v zanki za vsako vrednost v vrsti za statične vrednosti
naredimo nov vnos v slovarju v obliki vrednost:0. To nato ponovimo še za
vse ponavljajoče bloke. Funkcija na koncu vrne ta slovar.
Druga funkcija spreminja sporočila v obliki slovarja v vrsto bajtov, pri-
pravljeno za pošiljanje v modul. Funkcija sprejema samo en argument, to je
samo sporočilo. Iz razreda in ID-ja sporočila najprej pridobimo ustrezen mo-
del. Nato začnemo vrsto bajtov z razredom in ID-jem. Za pretvorbo števil v
bajte uporabljamo funkcijo struct.pack(), ki za argument sprejme format in
pa število samo. Najprej vrsti dodamo dolžino, ki jo s to funkcijo pretvorimo
v dva bajta. Nato uporabimo zanko, da gremo skozi vse vrednosti v vrsti
statičnih vrednosti modela sporočila. Pri vsaki vrednosti preberemo število
iz sporočila in format iz modela, preko katerega lahko izračunamo potrebne
bajte, ki jih dodamo vrsti bajtov. To nato ponovimo še za vse ponavljajoče
vrednosti. Na koncu na tej vrsti izračunamo še kontrolno vsoto, ki jo nato
dodamo na konec vrste. Vrsti dodamo še začetna bajta 0xb5 in 0x62, nato
pa jo vrnemo.
Zadnja funkcija je še funkcija za samo pošiljanje sporočila. Funkcija za
argument vzame sporočilo v bajtih, in ga pošlje v modul.
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4.3 Strežnik
Drugi del je vzpostavitev strežnika, ki bo uporabniku posredoval spletno
stran in podatke. Za to uporabljamo Flask, kjer je vzpostavitev preproste
strani zelo enostavna.
Preden naredimo sam strežnik, potrebujemo še povezavo z GPS modu-
lom. Naredimo nov objekt našega razreda za komunikacijo UBX. Modul je
nastavljen na hitrost pošiljanja 9600, njegova vrata pa so /dev/ttyACM0,
tako da to damo objektu za argumente v konstruktor. Funkcijo onUBX()
objekta zamenjamo s svojo funkcijo onUBX(). To pomeni, da se bo ob vsa-
kem prejetem sporočilu klicala ta funkcija, s sporočilom v argumentu, kjer
bomo sporočilo lahko procesirali. Na koncu kličemo na objektu funkcijo
start(), ki na novi niti požene kodo za sprejemanje sporočil.
Definiramo še tri objekte, v katere bomo shranjevali pridobljene podatke.
Prvi je PosData, v katerega shranjujemo trenutne podatke o poziciji modula.
Ima naslednje vrednosti: is located, date, fixType, lon, lat in acc. Drugi
je AnchorData, ki shranjuje podatke o nastavljenem sidru in nastavljenem
območju sidra. Ta vsebuje naslednje vrednosti: active, lon, lat, status, ra-
dius. Zadnji je še HistoryPoints, v katerem shranjujemo vse preǰsnje pozicije
modula. Ta vsebuje vrednosti: interval, lon, lat, time of last. Vsi trije raz-
redi tudi vsebujejo funkcijo toString(), ki vrne vse vrednosti ločene z vejico v
obliki niza. Na začetku programa inicializiramo en objekt vsakega razreda.
4.3.1 Komunikacija z GPS modulom
V funkciji onUBX() najprej preverimo ime sporočila. Če je sporočilo NAV-
PVT, vsebuje informacije o trenutni lokaciji. Vrednosti iz tega sporočila
skupaj z datumom in časom shranimo v objekt razreda PosData, ki smo ga
prej kreirali globalno. Če je modul lociran (torej je v sporočilu vrednost
fixType več od 0) in če je natančnost manǰsa od 100 metrov, to lokacijo tudi
shranimo v globalni objekt razreda HistoryPoints. Tukaj sta vrednosti lon
in lat niza vrednosti geografskih dolžin in širin, ločenih z vejico. Najprej
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preverimo, če je od preǰsnjega zapisa vrednosti že preteklo dovolj sekund
(v tem primeru 10). Če je, nizom dodamo vejico in trenutno pozicijo, in
nastavimo time of last na trenutni čas.
Če je sporočilo ACK-ACK, pomeni, da se je konfiguracija za geofence, ki
smo jo poslali modulu, pravilno shranila. V tem primeru samo nastavimo
objektu razreda AnchorData active na 1.
Zadnji tip sporočila, ki nas zanima, je NAV-GEOFENCE. Tukaj objektu
AnchorData nastavimo status na status, ki smo ga prejeli v sporočilu. 1
pomeni, da je modul znotraj podanega radija, 2 da je zunaj, 0 pa da v stanje
ni prepričan. V primeru, da je modul zunaj podanega radija, preko GPIO
prižgemo piskač, v nasprotnem primeru pa ga ugasnemo.
4.3.2 Končne točke strežnika
Naš strežnik pridobiva potrebne podatke iz modula, sedaj pa moramo še de-
finirati končne točke, preko katerih lahko te vrednosti pridobivamo iz spletne
strani.
Prvi dve točki sta / in /camera. / predstavlja glavno stran aplikacije,
in ob klicu nanjo vrne stran index.html iz mape template, /camera pa vrne
camera.html. O teh dveh straneh bomo govorili kasneje.
Naslednja točka je /status. Ob klicu nanjo strežnik pridobi trenutne
podatke iz razredov PosData in AnchorData, in vrne vse vrednosti v obliki
niza z vejicami ločenih vrednosti.
Naslednja točka je /anchor, ob klicu katere strežnik poskuša nastaviti
geofence modula na trenutno pozicijo modula. Ta točka sprejme tudi ar-
gument r, ki predstavlja radij. Najprej preverimo, če je ta radij 0 - v tem
primeru želimo geofence odstraniti tako, da nastavimo objektu AnchorData
active na 0 in vrnemo sporočilo ”Anchor reset”. V nasprotnem primeru na-
redimo novo prazno sporočilo UBX razreda 0c06 in ID-ja 0x69, ki predstavlja
CFG-GEOFENCE, s katerim konfiguriramo geofence. Sporočilu nastavimo
vrednosti numFences na 1, confLevel na 1, radius0 na podan radij, lon0
na trenutno geografsko dolžino modula, lat0 pa na geografsko širino. To
Diplomska naloga 31
sporočilo nato pretvorimo v vrsto bajtov in jo pošljemo v modul.
Točka /history vrne vse geografske širine in dolžine, shranjene v objekt
HistoryPoints.
Zadnja točka je še /shutdown, ki se uporablja za zaustavitev sistema. Ko
nekdo dostopa do te točke, se preko funkcije os.system() pokliče unix ukaz
shutdown -h now, ki takoj zaustavi sistem.
4.4 Spletna stran
Da lahko Flask dostopa do HTML datotek spletnih strani, morajo te biti
v mapi templates. Trenutno imamo dve spletni strani: index.html in ca-
mera.html.
4.4.1 Index
Izgled strani index.html je sestavljen iz zgornje navigacijske vrstice, spodnje
navigacijske vrstice in zemljevida na sredini. V zgornji vrstici imamo dva
gumba, namenjena navigiranju po straneh: gumb GPS ne naredi nič, saj
smo na tej strani že, gumb Camera pa nas preusmeri na stran /camera. Na
spodnji vrstici so trije gumbi. Prvi je Set anchor. Ko ga pritisnemo, se
nam pojavi seznam z več opcijami za radij, ki ga hočemo nastaviti, ali pa
za odstranitev tega območja. Drugi je History, ki nam prikaže, kako se je
modul premikal v zgodovini. Zadnji gumb je Debug, ki je namenjen dodatnim
funkcijam, ki so aktualne med razvijanjem. Odpre nam seznam z opcijami
Shutdown, ki zaustavi sistem, Start log, ki začne zapisovanje podatkov v log
datoteko na strežniku, Show accuracy, ki ustvari novo okno, v katerem pǐse
trenutno natančnost modula in tip popravka, in Set fake data, ki namesto
podatkov iz modula uporabi naključno generirane.
Ko modul pridobi GPS signal, se zemljevid postavi na njegovo lokacijo
in približa. Pozicija modula je označena z vijolično piko in krogom. Pika
predstavlja predvideno lokacijo modula, radij kroga pa trenutno natančnost.
V realnosti to pomeni, da je lokacija modula nekje v obarvanem krogu. Izgled
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te pike in pa sporočila o natančnosti na telefonu je viden na Sliki 4.1, na
računalniku pa na Sliki 4.2.
Slika 4.1: Glavna stran z oknom z natančnostjo
Gumb Set Anchor
Po pritisku na ta gumb se nam prikažejo gumbi z več opcijami za različne
radije, in gumb za ponastavljanje. Pri pritisku na gumb z radijem, se nam
na zemljevidu okoli trenutne pozicije sidra pokaže krog z izbranim radijem.
Ta krog označuje dovoljen premik modula, preden se smatra, da se premika
sidro. Nastavi se tudi opozorila v dveh stopnjah. Prva stopnja se sproži,
ko modul ni prepričan, da je znotraj označenega območja, druga stopnja pa
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Slika 4.2: Glavna stran na računalniku
takrat, ko je modul prepričan, da je zunaj območja. Vizualno to pomeni, da
je pri prvi stopnji del kroga modula zunaj območja, del pa znotraj, pri drugi
stopnji pa je celoten krog zunaj območja. Pri prvi stopnji se tudi območje
obarva sivo, pri drugi pa rdeče. Delovanje sistema je vidno na Sliki 4.3.
Če na seznamu izberemo gumb za ponastavljanje, se to območje in alarm
deaktivira.
Programsko gumb deluje tako, da pošlje AJAX zahtevo na točko strežnika
/anchor z argumentom, ki predstavlja izbran radij. V primeru pritiska na
Reset je podan radij 0.
Gumb History
Pri pritisku na gumb History se na zaslonu zemljevida pokažejo zelene pike, ki
predstavljajo preǰsnje pozicije modula v razmiku ene minute. Ob ponovnem
pritisku se te pike izbrǐsejo. Izgled pik je viden na Sliki 4.4.
Programsko funkcija pošlje zahtevo na točko strežnika /history, kjer v
odgovoru dobimo vse preǰsnje lokacije modula. Te lokacije shranimo v spre-
menljivko, v drugi spremenljivki pa označimo, da želimo na zemljevid risati
zgodovino.
Če trenutno že rǐsemo zgodovino, pa v spremenljivko nastavimo, da tega
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(a) Modul znotraj območja (b) Modul na robu območja
(c) Modul zunaj območja
Slika 4.3: Modul z nastavljenim območjem sidra
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ne želimo več početi, in ne pošiljamo zahteve.
Slika 4.4: Glavna stran s prikazano zgodovino
Gumb Debug
Gumb Debug prikaže seznam s funkcijami, ki so uporabne med razvijanjem
aplikacije, ampak niso primerne za končni izdelek. Na voljo imamo naslednje
opcije:
• Start log: Ta opcija strežniku sporoči, naj začne/konča zapisovati po-
datke v tekstovno datoteko. S tem lahko po testiranju modula te po-
datke preberemo in vizualiziramo, kar nam pomaga pri ocenjevanju
delovanja modula.
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• Set fake data: S to opcijo sporočimo strežniku, naj začne/konča upora-
bljati naključne vrednosti namesto vrednosti, pridobljenih iz modula.
To nam omogoča testiranje funkcij tudi, ko modul nima signala GPS.
• Show accuracy: Po pritisku na to opcijo se nam prikaže dodatno okno
na vrhu zemljevida, kjer je napisana trenutna natančnost in tip po-
pravka. To nam pomaga bolj natančno opredeliti delovanje modula.
• Shutdown: Po pritisku tega gumba zaustavimo sistem, da ga lahko
potem varno izključimo iz napajanja.
Programsko gumb Show accuracy nastavi v spremenljivki, da želimo te
podatke prikazovati. Ostali gumbi pa pošljejo AJAX zahtevo na ustrezno
točko strežnika.
Pridobivanje podatkov iz strežnika
Podatke iz strežnika pridobivamo z AJAX zahtevo, ki se izvaja vsako se-
kundo. Zahteva kliče točko strežnika /status, preko katere pridobi nasle-
dnje podatke: datum in čas, tip popravka, geografsko dolžino in širino, na-
tančnost, ali je območje sidra nastavljeno, geografska dolžina in širina na-
stavljenega območja, status modula glede na nastavljeno območje, in radij
nastavljenega območja. Te spremenljivke se vse shranijo v program, da jih
lahko preberemo pri risanju na zemljevid.
Zemljevid
V Javascript delu najprej izračunamo velikost prostora na zaslonu med na-
vigacijskima vrsticama, da bo zemljevid pravilne velikosti. Nato ustvarimo
objekt zemljevida Mappa in ga združimo z objektom knjižnice p5. Želimo,
da knjižnica p5 vsakič, ko se zemljevid spremeni, posodobi risbo. Tako na-
stavimo funkcijo za risanje, da se bo klicala ob vsaki spremembi zemljevida,
poleg tega pa jo kličemo tudi programsko vsakič, ko dobimo nove podatke iz
strežnika.
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Objekt Mappa ima interno funkcijo, preko katere lahko geografsko dolžino
in širino pretvorimo v piksle na risbi. Za risanje lokacije modula najprej pre-
tvorimo njegovo geografsko dolžino in širino v piksle na risbi, in na ustreznem
mestu narǐsemo vijolično piko. Nato s pomočjo trenutnega približanja zemlje-
vida in trenutne lokacije izračunamo, kakšen je radij natančnosti v pikslih,
in narǐsemo še tega.
Če je nastavljena spremenljivka, da želimo risati zgodovino, preberemo še
vse geografske širine in dolžine vseh preǰsnih lokacij, jih pretvorimo v lokacijo
v pikslih, in ustrezno narǐsemo zelene pike.
Če je trenutno nastavljeno tudi območje sidra, narǐsemo še tega s shra-
njeno lokacijo in radijem. Če je modul zagotovo zunaj tega območja, krog
obarvamo rdeče, če je negotov ga obarvamo sivo, če je znotraj, pa ga ne
obarvamo.
4.4.2 Camera
Druga stran je na naslovu /camera, nanjo pa smo preusmerjeni tudi, če na
prvi pritisnemo na gumb Camera. Zgornja navigacijska vrstica je identična
tisti na prvi strani. Pod vrstico je element slika, v kateri je prikazan pogled
iz kamere. Pod sliko pa je še eno okno, v katerem je zapisana trenutna
natančnost modula in pa če je modul znotraj nastavljenega območja ali ne.
Za sliko iz kamere uporabljamo API kamere, na katerega kličemo, da dobimo
trenutno statično sliko. V funkciji, ki se izvaja na vsako sekundo, pa to
sliko osvežimo. Vsako sekundo izvajamo tudi klic na točko /status, iz katere
pridobimo potrebne podatke, da jih zapǐsemo v okno pod sliko. Izgled strani
vidimo na Sliki 4.5.
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Slika 4.5: Stran za kamero
Poglavje 5
Sklep
V nalogi smo razvili prvi sistem, ki nam omogoča spremljanje lokacije sa-
mega sidra in spremljanje sidra preko videa. Sistem lahko določi lokacijo z
natančnostjo okoli tri metre, kar nam omogoča ugotavljanje, kdaj se sidro
premakne iz želenega območja z visoko gotovostjo. Omogoča nam tudi vi-
zualno spremljanje sidra brez potapljanja, s čemer lahko hitro ugotovimo,
če je plovilo dobro zasidrano ali pa moramo poskusiti še enkrat. Vse to je
dostopno preko uporabniku prijazne in enostavne spletne strani, s katero je
upravljanje funkcij sistema enostavno.
5.1 Nadaljni razvoj
Glavni namen aplikacije je uporaba na pametnih telefonih. Čeprav spletna
aplikacija zagotavlja, da bo delovala na vseh napravah, pa ji manjka nekaj
funkcij, ki so možne samo v aplikacijah za pametne telefone. Za sam prototip
je dovolj izdelana aplikacija, v končnem izdelku pa bi bile te funkcije nujne
za delovanje. Ena od potrebnih funkcij je delovanje aplikacije v ozadju in
sproženje zvočnega signala, če boja zapusti nastavljeno območje, tudi če
telefona trenutno ne uporabljamo. Druga uporabna funkcija, ki bi jo ta
aplikacija omogočila, je uporaba lokacijskih storitev telefona, s katerem bi se
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42 Januš Likozar
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