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Abstrakt
Diplomova´ pra´ce se zaby´va´ na´vrhem a implementacı´ webove´ho a hlasove´ho porta´lu na
platformeˇ VoiceXML.
Nejdrˇı´ve je prˇedstaven samotny´ jazyk VoiceXML a vybrane´ hlasove´ platformy. Na´sleduje
u´vod do problematiky souvisejı´cı´ s technologiemi pro synte´zu rˇecˇi (TTS) a automaticke´
rozpozna´va´nı´ rˇecˇi (ASR).
V pra´ci je da´le popsa´n na´vrh a implementace webove´ho a hlasove´ho rozhranı´ in-
formacˇnı´ho syste´mu pro rezervaci letenek. Nechybı´ zde ani popis konfigurace hlasove´ho
porta´lu.
Soucˇa´stı´ pra´ce bylo take´ provedenı´ za´teˇzˇovy´ch testu˚ navrzˇene´ho hlasove´ho porta´lu.
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synte´za rˇecˇi, JavaScript, Node.js, AngularJS, Asterisk, VoiceGlue, Voxeo Prophecy, SIP,
ASR, TTS
Abstract
Master’s thesis deals with design and implementation of web and voice portal with
VoiceXML platform.
There is an introduction to related technologies like speech synthesis (TTS) and auto-
matic speech recognition (ASR) covered too.
First chapters are dedicated to introduction to VoiceXML language and voice platforms.
Following chapters of this thesis describe design and implementaion of web and voice
interface for ticket reservations information system. There is also a description of the
configuration of the voice portal included in next chapter.
There were made some benchmark tests of designed voice portal too.
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CSV – Comma-Separated Values
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SISR – Semantic Interpretation for Speech Recognition
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91 U´vod
Te´matem diplomove´ pra´ce je na´vrh a implementace webove´ho a hlasove´ho porta´lu na
platformeˇ VoiceXML. Vy´beˇr te´matu pra´ce byl motivova´n my´m za´jmem navrhnout we-
bovy´ informacˇnı´ syste´m, ktery´ bude za´rovenˇ mozˇne´ ovla´dat i pomocı´ samoobsluzˇne´ho
hlasove´ho kana´lu a prˇinese tak uzˇivatelu˚m flexibilneˇjsˇı´ mozˇnosti ovla´da´nı´. V diplomove´
pra´ci je popsa´n na´vrh webove´ho a hlasove´ho rozhranı´ informacˇnı´ho syste´mu pro rezervaci
letenek.
Druha´ azˇ cˇtvrta´ kapitola se zaby´va´ teoreticky´m u´vodem do problematiky na´vrhu
hlasovy´ch aplikacı´ postaveny´ch na platformeˇ VoiceXML.
V druhe´ kapitole je nejdrˇı´ve prˇedstaven jazyk VoiceXML a struktura VoiceXML doku-
mentu˚. Kapitola pokracˇuje popisem vybrany´ch hlasovy´ch platforem, na ktery´ch je mozˇne´
hlasove´ aplikace provozovat. Na´plnı´ za´veˇrecˇne´ cˇa´sti kapitoly je sezna´menı´ s prakticky´m
na´vrhem aplikacı´ pomocı´ jazyka VoiceXML.
Trˇetı´ kapitola prˇedstavuje problematiku technologie TTS, tedy technologie prˇevodu
textu na rˇecˇ.
Cˇtvrta´ kapitola se zaby´va´ problematikou automaticke´ho rozpozna´va´nı´ rˇecˇi pomocı´
technologie ASR.
Na zacˇa´tku pa´te´ kapitoly je prˇedstavena navrhovana´ aplikace, tedy informacˇnı´ syste´m
pro rezervaci letenek. Zbytek kapitoly je veˇnova´n na´vrhu webove´ho porta´lu a pouzˇity´m
technologiı´m.
Na na´vrh webove´ho porta´lu plynule navazuje kapitola sˇesta´, ktera´ nejdrˇı´ve prˇedstavuje
vlastnosti hlasove´ho porta´lu a pote´ popisuje jeho samotny´ na´vrh. Prˇeva´zˇna´ cˇa´st kapi-
toly je veˇnova´na na´vrhu knihovny, ktera´ slouzˇı´ k usnadneˇnı´ na´vrhu hlasovy´ch aplikacı´
postaveny´ch na platformeˇ VoiceXML.
Na´plnı´ sedme´ kapitoly je popis konfigurace vybrany´ch hlasovy´ch platforem a zprovozneˇnı´
navrzˇene´ho hlasove´ho porta´lu.
Poslednı´ kapitola se zaby´va´ provedenı´m za´teˇzˇovy´ch testu˚ hlasove´ho porta´lu, kde jsou
prakticky zjisˇteˇny hardwarove´ a softwarove´ pozˇadavky na provoznı´ prostrˇedı´ hlasove´ho
porta´lu.
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2 VoiceXML
VoiceXML je znacˇkovacı´ jazyk zalozˇeny´ na jazyku XML. Tento jazyk slouzˇı´ k popisu
hlasovy´ch dialogu˚ mezi cˇloveˇkem a pocˇı´tacˇem.
Vy´voj jazyka zacˇal v roce 1999. V tomto roce zalozˇily spolecˇnosti Motorola, IBM, AT&T
a Lucent organizaci VoiceXML Forum. Tato organizace vznikla za u´cˇelem sjednocenı´
proprieta´rnı´ch rˇesˇenı´ teˇchto firem a vy´sledkem tohoto snazˇenı´ vznikl standard VoiceXML.
V srpnu roku 1999 organizace VoiceXML Forum uvolnila prvnı´ specifikaci standardu
VoiceXML 0.9. Na jarˇe roku 2000 na´sledovalo zverˇejneˇnı´ verze 1.0 [1].
Po vyda´nı´ verze 1.0 dosˇlo k prˇeda´nı´ standardu konsorciu W3C. Konzorcium W3C
pote´ vydalo v brˇeznu 2004 verzi standardu VoiceXML 2.0 a po zı´ska´nı´ zpeˇtne´ vazby od
partneru˚ dosˇlo k vyda´nı´ rozsˇı´rˇenı´ standardu prostrˇednictvı´m verze VoiceXML 2.1. Toto
rozsˇı´rˇenı´ je zpeˇtneˇ kompatibilnı´ s verzı´ 2.0.
Organizace VoiceXML Forum po prˇeda´nı´ standardu VoiceXML konzorciu W3C nezanikla
a sta´le podporuje vy´voj standardu.
2.1 Architektura
Architektura VoiceXML je velmi podobna´ architekturˇe webovy´ch aplikacı´. U webovy´ch
aplikacı´ jsou vsˇechny HTML dokumenty ulozˇeny na serveru. Kdyzˇ uzˇivatel potrˇebuje
sta´hnout neˇjaky´ dokument, tak prostrˇednictvı´m sve´ho prohlı´zˇecˇe vyvola´ pozˇadavek.
Prostrˇednictvı´m HTTP protokolu je tento dokument stazˇen ze serveru a prohlı´zˇecˇ ho
mu˚zˇe zpracovat. Vy´sledkem zpracova´nı´ je zobrazeny´ dokument, se ktery´m mu˚zˇe uzˇivatel
pracovat.
Ve VoiceXML aplikacı´ch jsou dokumenty take´ ulozˇeny na webove´m serveru. Typicky
jsou tyto dokumenty generova´ny dynamicky aplikacˇnı´m (webovy´m) serverem. Vedle
aplikacˇnı´ho serveru, mu˚zˇe by´t soucˇa´stı´ architektury databa´zovy´ server, ktery´ slouzˇı´ jako
zdroj dat.
Mimo aplikacˇnı´ a databa´zovy´ server, architektura VoiceXML navı´c obsahuje hlasovy´
server. Soucˇa´stı´ hlasove´ho serveru je interpretr VoiceXML dokumentu˚, modul pro synte´zu
rˇecˇi (TTS) a modul pro rozpozna´va´nı´ rˇecˇi (ASR). Hlasovy´ server zasta´va´ roli prohlı´zˇecˇe,
ktery´ je pouzˇı´va´n u webovy´ch aplikacı´. Generuje zvukove´ vy´zvy a interpretuje hlasove´
volby od uzˇivatele.
Uzˇivatel se k hlasove´mu serveru prˇipojuje prostrˇednictvı´m telefonnı´ho zarˇı´zenı´. Tı´mto
zarˇı´zenı´m mu˚zˇe by´t naprˇ. pevna´ linka, ktera´ je soucˇa´stı´ verˇejne´ telefonnı´ sı´teˇ nebo VoIP
telefon, ktery´ je prˇipojen do VoIP sı´teˇ. Tato zarˇı´zenı´ jsou pote´ prostrˇednictvı´m telefonnı´
u´strˇedny prˇipojena k hlasove´mu serveru.
Jednotlive´ servery spolu komunikujı´ prostrˇednictvı´m protokolu TCP/IP. Pro prˇenos
dat je typicky zvolen HTTP protokol.
Na obra´zku 1 je uvedeno sche´ma vy´sˇe popsane´ architektury [7].
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Obra´zek 1: Architektura VoiceXML
2.2 Hlasove´ platformy VoiceXML
V te´to cˇa´sti prˇedstavı´m dveˇ hlasove´ (IVR) platformy, nad ktery´mi lze provozovat VoiceXML
aplikace. U kazˇde´ platformy popı´sˇi architekturu, uvedu prˇehled dostupny´ch funkcı´ a
zmı´nı´m licencˇnı´ podmı´nky, ktere´ jsou spojeny s pouzˇı´va´nı´m IVR platformy. V neposlednı´
rˇadeˇ uvedu informaci o podporovane´ verzi jazyka VoiceXML.
Hlasovy´ porta´l, jehozˇ na´vrh bude popsa´n v kapitole 6, bude optimalizova´n pro provoz
pra´veˇ nad teˇmito hlasovy´mi platformami.
2.2.1 Voxeo Prophecy
Voxeo Prophecy je komercˇnı´ IVR platforma. Klı´cˇovou vlastnostı´ te´to platformy je jednoducha´
instalace a rychle´ uvedenı´ hlasove´ aplikace do provozu. Soucˇa´stı´ distribuce platformy je
modul pro synte´zu rˇecˇi (TTS) a modul slouzˇı´cı´ k rozpozna´va´nı´ rˇecˇi (ASR).
Platformu je mozˇne´ integrovat s verˇejnou telefonnı´ sı´tı´. Aplikace provozovane´ nad
touto platformou mohou by´t ovla´da´ny pomocı´ DTMF volby nebo pomocı´ automaticke´ho
rozpozna´va´nı´ rˇecˇi. Prˇestozˇe je soucˇa´stı´ platformy JBoss server, nad ktery´m lze provozovat
aplikacˇnı´ server, nenı´ tato platforma uzavrˇena vu˚cˇi dalsˇı´m technologiı´m (naprˇ. Node.js,
Python).
IVR Voxeo Prophecy je mozˇne´ provozovat na operacˇnı´ch syste´mech Windows (32 i 64
bitu˚), Mac OS X a na linuxovy´ch distribucı´ch, ktere´ jsou zalozˇeny na RHEL (naprˇ. CentOS).
Pro produkcˇnı´ prostrˇedı´ je vsˇak doporucˇova´n operacˇnı´ syste´m zalozˇeny´ na linuxu.
Jak jizˇ bylo uvedeno, Voxeo Prophecy je komercˇnı´ platformou. Provoz te´to platformy
je velmi limitova´n licencˇnı´mi podmı´nkami. Voxeo Prophecy s podporou dvou soubeˇzˇny´ch
hovoru˚ je mozˇne´ sta´hnout zdarma. Aplikaci lze bez registrace provozovat pouze po dobu
jednoho meˇsı´ce. Mu˚zˇeme vsˇak u Voxea podstoupit bezplatnou registraci a touto registracı´
odstranit cˇasove´ omezenı´. Aplikaci lze pote´ provozovat po neomezeneˇ dlouhou dobu,
omezenı´ na dva soubeˇzˇne´ hovory vsˇak sta´le zu˚sta´va´.
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Po registraci ma´me mozˇnost dokoupit si licenci na provozova´nı´ vı´ce soubeˇzˇny´ch
hovoru˚ (portu˚) [24]. Porˇı´zenı´ dalsˇı´ch portu˚ vsˇak nenı´ levnou za´lezˇitostı´. Na webu
spolecˇnosti Voxeo je mozˇne´ najı´t aktua´lnı´ cenı´k.
Platforma Voxeo Prophecy sesta´va´ ze cˇtyrˇ serveru˚ [2], jejichzˇ spusˇteˇnı´ se deˇje automat-
icky po startu syste´mu:
• Voxeo Prophecy Server
• Voxeo Prophecy VoiceXML Browser
• Voxeo Prophecy Management Console
• Voxeo Prophecy Application Server
Voxeo Prophecy Server je tvorˇen dveˇmi cˇa´stmi. Jedna cˇa´st slouzˇı´ ke zpracova´nı´ rˇı´dı´cı´ch
CCXML1 informacı´. Druha´ cˇa´st je tvorˇena MRCP serverem, ktery´ slouzˇı´ ke zpracova´va´nı´
me´diı´.
Voxeo Prophecy VoiceXML Browser je interpretr, ktery´ slouzˇı´ ke zpracova´nı´ VoiceXML
dokumentu˚. Tento interpretr plneˇ podporuje specifikaci VoiceXML verze 2.1.
Voxeo Prophecy Management Console prˇedstavuje rozhranı´ pro spra´vu hlasovy´ch
aplikacı´.
Aplikacˇnı´ server Voxeo Prophecy Application Sever umozˇnˇuje provozovat webove´
aplikace postavene´ na technologii Java.
Soucˇa´stı´ platformy Voxeo Prophecy je da´le SIP klient s graficky´m rozhranı´m, ktere´ho
lze spousˇteˇt prˇı´mo ve webove´m prohlı´zˇecˇi. Prostrˇednictvı´m tohoto klienta je mozˇne´, bez
dalsˇı´ konfigurace, testovat vytva´rˇene´ aplikace.
Konfigurace hlasovy´ch aplikacı´ probı´ha´ prostrˇednictvı´m webove´ho rozhranı´, jehozˇ
jedna stra´nka je zobrazena na obra´zku 14.
Spolecˇnost Voxeo je za´rovenˇ provozovatelem dome´ny vxml.org, kde je mozˇne´ nale´zt
dokumentaci k jazyku VoiceXML.
Vy´hodou te´to platformy je velmi kvalitnı´ syntetiza´tor rˇecˇi (TTS) a podpora automat-
icke´ho rozpozna´va´nı´ rˇecˇi (ASR). Tyto vy´hody jsou ale vykoupeny licencˇnı´mi podmı´nkami,
ktere´ na´m dovolujı´ na platformeˇ provozovat maxima´lneˇ dva soubeˇzˇne´ hovory.
V kapitole 7.2 je uveden podrobny´ popis instalace a konfigurace platformy Voxeo
Prophecy.
2.2.2 VoiceGlue
VoiceGlue samotne´ netvorˇı´ hlasovou platformou. Jedna´ se o prˇı´davne´ rozsˇı´rˇenı´ softwarove´
u´strˇedny Asterisk.
Asterisk je platforma pro provozova´nı´ telekomunikacˇnı´ch aplikacı´. Asterisk je projekt
s otevrˇeny´m zdrojovy´m ko´dem, ktery´ je uvolneˇn pod licencı´ GNU GPL. Vy´voj Asterisku
je sponzorova´n spolecˇnostı´ Digium [3].
1CCXML je znacˇkovacı´ jazyk zabezpecˇujı´cı´ spra´vu, ovla´da´nı´ a prˇepojova´nı´ telefona´tu˚.
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Obra´zek 2: Architektura VoiceGlue
Asterisk ve standardnı´ konfiguraci neposkytuje podporu VoiceXML aplikacı´, ale dı´ky
sve´ modula´rnı´ architekturˇe je mozˇne´ Asterisk o tuto podporu rozsˇı´rˇit.
Asterisk je navrzˇen pro unixove´ operacˇnı´ syste´my (GNU/Linux, OpenBSD, FreeBSD,
Mac OS X). K dispozici je i komunitnı´ verze portova´na do prostrˇedı´ operacˇnı´ho syste´mu
Windows.
VoiceGlue je projekt prˇina´sˇejı´cı´ podporu VoiceXML aplikacı´ pro platformu Aster-
isk. VoiceGlue je postaveno nad OpenVXI interpretrem [4]. V dobeˇ psanı´ te´to pra´ce je
nejnoveˇjsˇı´ verze 0.14 z listopadu 2011.
VoiceXML interpretr nabı´zı´ plnou podporu specifikace VoiceXML 2.0 a za´rovenˇ imple-
mentuje neˇktere´ vlastnosti ze specifikace VoiceXML 2.1.
Aplikace provozovane´ na te´to platformeˇ je mozˇne´ ovla´dat pouze pomocı´ DTMF volby.
Soucˇa´stı´ VoiceGlue bohuzˇel nenı´ modul pro automaticke´ rozpozna´va´nı´ rˇecˇi. VoiceGlue
podporuje prˇehra´va´nı´ nahrany´ch audio souboru˚ ve forma´tech, ktere´ jsou podporova´ny
Asteriskem, da´le podporuje nahra´va´nı´ vstupu ve forma´tu ulaw.
Flexibilita Asterisku neomezuje provoz VoiceXML pouze na SIP telefonii, ale je mozˇne´
vyuzˇı´t jaky´koliv jiny´, Asteriskem podporovany´, telefonnı´ kana´l [5].
Do budoucna autorˇi VoiceGlue slibujı´ integraci s ASR rozpozna´vacˇem LumenVox,
kvalitneˇjsˇı´ TTS syntetiza´tor a plnou podporu specifikace VoiceXML 2.1.
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Soucˇa´stı´ VoiceGlue je hlasovy´ syntetiza´tor Flite (viz kapitola 3.3.2). Flite je mozˇne´
jednoduchou u´pravou konfiguracˇnı´ho souboru VoiceGlue nahradit jiny´m syntetiza´torem.
Podle autoru˚ by nemeˇlo by´t proble´m provozovat VoiceGlue na jake´mkoliv unixove´m
operacˇnı´m syste´mu.
Na obra´zku 2 je zna´zorneˇna architektura VoiceGlue a propojenı´ s Asteriskem.
Propojenı´ Asterisku s VoiceGlue je u´kolem mezivrstvy PhoneGlue. Samotnou architek-
turu VoiceGlue je mozˇne´ logicky rozdeˇlit na trˇi hlavnı´ cˇa´sti.
• sı´tˇove´ rozhranı´
• cˇa´st zpracova´vajı´cı´ VoiceXML dokumenty
• rozhranı´ pro telefonii
Sı´tˇove´ rozhranı´ komunikuje s aplikacˇnı´m (webovy´m) serverem, ktery´ generuje VoiceXML
dokumenty. Komunikace probı´ha´ nad protokolem TCP/IP pomocı´ protokolu HTTP.
Cˇa´st zpracova´vajı´cı´ VoiceXML dokumenty je tvorˇena neˇkolika dalsˇı´mi cˇa´stmi. Jednou
cˇa´stı´ je OpenVXI interpretr. Dalsˇı´ cˇa´stı´ je syntakticky´ analyza´tor Xerces. O zpracova´nı´
prˇı´padny´ch skriptu˚ jazyka ECMAScript se stara´ engine SpiderMonkey.
Rozhranı´ pro telefonii je tvorˇeno dalsˇı´mi trˇemi cˇa´stmi. Prvnı´ cˇa´st je prˇipravena pro
implementaci rozpozna´va´nı´ hlasu pomocı´ ASR rozpozna´vacˇe LumenVox (zatı´m nenı´
implementova´na). Dalsˇı´ cˇa´st tvorˇı´ hlasovy´ syntetiza´tor Flite. Poslednı´ cˇa´st ma´ na starost
komunikaci s mezivrstvou PhoneGlue. [2]
Uvedenı´ te´to hlasove´ platformy do provozu nenı´ tak jednoduche´ jako v prˇı´padeˇ plat-
formy Voxeo Prophecy. Nejdrˇı´ve je potrˇeba nakonfigurovat Asterisk a pote´ doinstalovat a
nakonfigurovat rozsˇı´rˇenı´ VoiceGlue. Podrobneˇji je tento proces popsa´n v kapitole 7.3.
Mezi hlavnı´ vy´hody VoiceGlue je otevrˇenost zdrojove´ho ko´du, resp. licence pod kterou
je VoiceGlue uvolneˇno. Na druhou stranu ma´ toto rˇesˇenı´ zatı´m dost nevy´hod. Jako hlavnı´
nevy´hody lze uve´st absenci modulu pro rozpozna´va´nı´ rˇecˇi, nekvalitnı´ syntetiza´tor rˇecˇi a
chybeˇjı´cı´ u´plnou podporu specifikace VoiceXML verze 2.1.
Vzhledem k tomu, zˇe poslednı´ aktivita autoru˚ VoiceGlue byla na jejich webu zazname-
nana´ koncem roku 2011, nemu˚zˇeme s urcˇitostı´ v blı´zke´ dobeˇ pocˇı´tat s implementacı´ teˇchto
chybeˇjı´cı´ch vlastnostı´.
2.3 VoiceXML dokument
Jazyk VoiceXML vycha´zı´ ze znacˇkovacı´ho jazyka XML a proto pro neˇj platı´ vesˇkera´
pravidla spojena´ s jazykem XML. Kazˇdy´ VoiceXML dokument musı´ splnˇovat na´sledujı´cı´
pravidla [6]:
• obsahuje pra´veˇ jeden korˇenovy´ element
• nepra´zdne´ elementy musı´ by´t ohranicˇeny startovacı´ a ukoncˇovacı´ znacˇkou
• vsˇechny hodnoty atributu˚ musı´ by´t uzavrˇeny v uvozovka´ch
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Obra´zek 3: Stromova´ struktura dokumentu VoiceXML
• elementy mohou by´t vnorˇeny, ale nemohou se prˇekry´vat
Ve vy´pise 1 je uvedena uka´zka jednoduche´ho VoiceXML dokumentu. Jednotlive´
elementy dokumentu tvorˇı´ stromovou strukturu. Struktura tohoto VoiceXML dokumentu
je zachycena na obra´zku 3.
VoiceXML dokument by´va´ typicky cˇleneˇn do neˇkolika dialogu˚ a subdialogu˚. Jednotlive´
dialogy obsahujı´ instrukce popisujı´cı´ interakce s uzˇivatelem aplikace. Kazˇdy´ dialog mu˚zˇe
za´rovenˇ obsahovat informaci o tom, do jake´ho dalsˇı´ho dialogu se ma´ po dokoncˇenı´
zpracova´nı´ dialogu pokracˇovat.
Subdialogy lze cha´pat jako pomocne´ funkce, ktere´ jsou vola´ny z rodicˇovske´ho dialogu
a mohou prove´st neˇjakou akci a pote´ vra´tit vy´sledek zpeˇt rodicˇovske´mu dialogu.
Dialogy mu˚zˇeme ve VoiceXML rozdeˇlit na dva typy. Prvnı´m typem jsou formula´rˇe.
Formula´rˇe popisujı´ interakci vedoucı´ k zı´ska´nı´ uzˇivatelske´ho vstupu a pomocı´ gramatik
definujı´ prˇı´pustne´ hodnoty pro vstup. Druhy´m typem jsou menu. Menu da´vajı´ uzˇivateli
na vy´beˇr ze seznamu voleb a po provedenı´ vy´beˇru provedou urcˇenou akci (prˇesun do
jine´ho dialogu).
1 <?xml version="1.0"?>
2 <vxml version="2.0">
3 <var name="msg" expr="’Hello world!’"/>
4
5 <form id="dialog1">
6 <block>
7 <prompt>
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8 <value expr="msg"/>
9 </prompt>
10
11 <goto next="#dialog2"/>
12 </block>
13 </form>
14
15 <form id="dialog2">
16 <block>
17 Second dialog.
18 </block>
19 </form>
20 </vxml>
Vy´pis 1: VoiceXML dokument
2.3.1 Zpracova´nı´ VoiceXML dokumentu
VoiceXML dokument je zpracova´va´n interpretrem. Zpracova´nı´ dokumentu zacˇı´na´ u
korˇenove´ho elementu a postupneˇ se pokracˇuje k dcerˇiny´m elementu˚m.
Nynı´ se vratˇme k vy´pisu 1 v neˇmzˇ je uveden zdrojovy´ ko´d jednoduche´ho VoiceXML
dokumentu.
Na prvnı´m rˇa´dku mu˚zˇeme videˇt definici verze XML dokumentu. Na dalsˇı´m rˇa´dku
specifikujeme verzi VoiceXML dokumentu. Touto informacı´ sdeˇlujeme interpretru verzi
standardu VoiceXML, dle ktere´ se bude dokument zpracova´vat.
Uvnitrˇ elementu <vxml> je obsazˇen ko´d popisujı´cı´ chova´nı´ hlasove´ aplikace. Na
trˇetı´m rˇa´dku definujeme pomocı´ elementu <var> promeˇnnou a za´rovenˇ jı´ nastavujeme
hodnotu.
Na´sleduje definice dvou dialogu˚. Prvnı´ dialog uzˇivateli prˇehraje zpra´vu ulozˇenou
v promeˇnne´, kterou jsme definovali na trˇetı´m rˇa´dku. Na´sledneˇ prˇecha´zı´ zpracova´nı´
dokumentu do dialogu s identifika´torem ”dialog2”.
Tento prˇechod zajisˇtˇuje element <goto>. Nastavenı´m hodnoty atributu next ele-
mentu lze specifikovat identifika´tor dialogu, do ktere´ho se ma´ prˇejı´t.
Druhy´ dialog uzˇivateli na´sledneˇ prˇehraje definovanou zpra´vu.
Zpracova´nı´ tohoto dokumentu je mozˇne´ rozdeˇlit do na´sledujı´cı´ch kroku˚ [1]:
1. voiceXML dokument je nahra´n do pameˇti
2. je provedena kontrola, zda je dokument validnı´m XML dokumentem
3. provede se inicializace promeˇnny´ch (pokud jsou v dokumentu neˇjake´ definovane´)
4. provede se nacˇtenı´ prvnı´ho dialogu a je spusˇteˇn obsah elementu <block>. Zpra-
cova´nı´m elementu <goto> docha´zı´ k prˇechodu do dalsˇı´ho dialogu
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5. z pameˇti je uvolneˇn prvnı´ dialog, na´sledneˇ docha´zı´ k nacˇtenı´ druhe´ho dialogu. Pote´
jsou provedeny akce definovane´ uvnitrˇ tohoto dialogu
6. druhy´ dialog je uvolneˇn z pameˇti a zpracova´nı´ VoiceXML je ukoncˇeno
2.4 Za´klady jazyka VoiceXML
V na´sledujı´cı´ sekci strucˇneˇ popı´sˇi za´kladnı´ postupy, ktery´ch by´va´ uzˇito prˇi na´vrhu
hlasovy´ch aplikacı´ pomocı´ jazyka VoiceXML.
2.4.1 Navigace v hlasove´ aplikaci
VoiceXML na´m poskytuje neˇkolik elementu˚, pomocı´ ktery´ch lze jednodusˇe navrhovat
navigacˇnı´ prvky mezi jednotlivy´mi cˇa´stmi aplikace. My si zde blı´zˇe prˇedstavı´me pouze
element <menu>.
Tento element umozˇnˇuje jednoduchy´m zpu˚sobem sestavit interaktivnı´ menu, ve
ktere´m mu˚zˇe uzˇivatel prove´st volbu. Na za´kladeˇ jeho volby docha´zı´ k prˇesunu do
jine´ cˇa´sti aplikace.
Ve vy´pise 2 je uveden zdrojovy´ ko´d [24], ktery´ demonstruje vytvorˇenı´ navigacˇnı´ho
menu pomocı´ elementu <menu>.
1 <?xml version="1.0"?>
2 <vxml version="2.0">
3 <menu scope="dialog">
4 <prompt>
5 Please select one of the following options:
↩→ reservations info or account info.
6 </prompt>
7
8 <choice next="#reservations">
9 reservations info
10 </choice>
11 <choice next="#account">
12 account info
13 </choice>
14
15 <nomatch>
16 <reprompt/>
17 </nomatch>
18 </menu>
19
20 <form id="reservations">
21 <block>
22 Reservations info dialog.
19
23 <exit/>
24 </block>
25 </form>
26
27 <form id="account">
28 <block>
29 Account info dialog.
30 <exit/>
31 </block>
32 </form>
33 </vxml>
Vy´pis 2: Vytvorˇenı´ menu pomocı´ elementu <menu>
Jednotlive´ polozˇky menu jsou definova´ny pomocı´ elementu <choice>, prˇicˇemzˇ hod-
notou atributu next specifikujeme do jake´ho dialogu se ma´, v prˇı´padeˇ vy´beˇru te´to polozˇky,
prˇejı´t.
Mu˚zˇeme si vsˇimnout, zˇe element <menu> da´le obsahuje element <nomatch>. Tı´mto
elementem je mozˇne´ specifikovat akci, ktera´ se provede v prˇı´padeˇ, zˇe uzˇivatel provede
nedefinovanou volbu. V nasˇem prˇı´padeˇ je tato situace obslouzˇena zopakova´nı´m polozˇek
menu (element <reprompt>). Na za´kladeˇ vy´beˇru docha´zı´ k prˇesunu do dialogu ”reser-
vations” nebo ”account”, kde je aplikace na´sledneˇ ukoncˇena.
2.4.2 Zı´ska´nı´ vstupu od uzˇivatele
Jazyk VoiceXML na´m pro zı´ska´nı´ uzˇivatelske´ho vstupu poskytuje podobne´ prostrˇedky
jako jazyk HTML. Ma´me k dispozici elementy, prostrˇednictvı´m ktery´ch jsme schopni
nadefinovat formula´rˇove´ prvky. Do teˇchto prvku˚ je ulozˇen vstup od uzˇivatele a na´sledneˇ
odesla´n ke zpracova´nı´ na server naprˇ. prostrˇednictvı´m elementu <submit>. Elementy
pro definici formula´rˇovy´ch prvku˚ jsou, stejneˇ jako element <submit>, obsazˇeny uvnitrˇ
elementu <form>. Zpracova´nı´m elementu <submit> docha´zı´ k odesla´nı´ vsˇech for-
mula´rˇovy´ch prvku˚, ktere´ jsou ve formula´rˇi obsazˇeny.
Formula´rˇove´ prvky se definujı´ pomocı´ elementu <field>. Datovy´ typ formula´rˇove´ho
prvku je specifikova´n prostrˇednictvı´m hodnoty atributu type. V tabulce 1 je uveden
vy´beˇr hodnot, ktere´ je mozˇne´ pouzˇı´t [24].
Ve vy´pise 3 je uveden zdrojovy´ ko´d aplikace, ktera´ vytva´rˇı´ trˇi formula´rˇove´ prvky.
Tyto formula´rˇove´ prvky jsou uzˇivatelem vyplneˇny a na´sledneˇ jsou vyplneˇne´ informace
odesla´ny ke zpracova´nı´ na server. Mu˚zˇeme si vsˇimnout, zˇe kazˇdy´ formula´rˇovy´ prvek je
ru˚zne´ho datove´ho typu.
Formula´rˇ da´le obsahuje element <filled>. Tento element specifikuje akci, ktera´ se
provede v momenteˇ, kdy jsou vsˇechny prvky formula´rˇe vyplneˇny. Nasˇı´ akcı´ je odesla´nı´
zı´skany´ch dat na server.
Odesla´nı´ dat zajisˇtˇuje element <submit>. U tohoto elementu je trˇeba uve´st hodnotu
atributu˚ next a namelist. Hodnotou atributu next specifikujeme URL adresu, na
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Datovy´ typ Popis
boolean Hodnota pravda/nepravda
date Datum zadany´ ve forma´tu yyyymmdd (naprˇ. 20140421)
digits Cˇı´selna´ hodnota (naprˇ. 123)
currency Datovy´ pro nacˇtenı´ meˇny
phone Telefonnı´ cˇı´sla (za´visle´ na hlasove´ platformeˇ a syste´move´m nastavenı´)
Table 1: Hodnoty slouzˇı´cı´ k urcˇenı´ datove´ho typu formula´rˇovy´ch prvku˚
kterou se data odesˇlou. Hodnotou atributu namelist je seznam na´zvu˚ formula´rˇovy´ch
prvku˚, jejichzˇ hodnoty se majı´ odeslat. Jednotlive´ na´zvy jsou oddeˇleny mezerou.
1 <?xml version="1.0"?>
2 <vxml version="2.0">
3 <form>
4 <field name="age" type="number">
5 <prompt>
6 How old are you?
7 </prompt>
8 </field>
9
10 <field name="telephone" type="phone">
11 <prompt>
12 What is your telephone number?
13 </prompt>
14 </field>
15
16 <field name="birthday" type="date">
17 <prompt>
18 When is your birthday?
19 </prompt>
20 </field>
21
22 <filled>
23 <submit next="http://www.mujserver.cz/save-data"
↩→ namelist="age telephone birthday" />
24 </filled>
25 </form>
26 </vxml>
Vy´pis 3: Vytvorˇenı´ formula´rˇe pro zı´ska´nı´ uzˇivatelske´ vstupu
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Hodnoty, ktere´ je mozˇne´ do formula´rˇove´ho prvku zadat, je mozˇne´ specifikovat jesˇteˇ
jednı´m zpu˚sobem. VoiceXML na´m prostrˇednictvı´m elementu <grammar> poskytuje
mozˇnost nadefinovat si gramatiku, ktera´ definuje prˇı´pustne´ hodnoty pro vstup.
Z pohledu pouzˇite´ vstupnı´ metody mu˚zˇeme gramatiky rozdeˇlit na gramatiky, ktere´
definujı´ prˇı´pustnou DTMF volbu, nebo na gramatiky, ktere´ definujı´ prˇı´pustne´ hodnoty pro
syste´m automaticke´ho rozpozna´va´nı´ rˇecˇi (ASR). Takovou gramatiku je mozˇne´ specifikovat
pro dany´ element <field> nebo pro cely´ formula´rˇ <form>.
Ve standardu VoiceXML 2.0 by´va´ gramatika nejcˇasteˇji popsa´na XML jazykem. Ve
vy´pise 4 je uveden zdrojovy´ ko´d dialogu, prostrˇednictvı´m ktere´ho je uzˇivatel vyzva´n k
vyrˇcˇenı´ oblı´bene´ barvy. V te´to uka´zce je uka´za´na pouze za´kladnı´ pra´ce s gramatikou.
1 <?xml version="1.0"?>
2 <vxml version="2.0">
3 <form>
4 <field name="colour">
5 <prompt>
6 What is your favorite colour?
7 </prompt>
8
9 <grammar>
10 <rule id="root" scope="public">
11 <one-of>
12 <item tag="red">red</item>
13 <item tag="blue">blue</item>
14 <item tag="green">green</item>
15 </one-of>
16 </rule>
17 </grammar>
18
19 <nomatch>
20 Sorry you have selected a wrong colour.
21 <reprompt/>
22 </nomatch>
23
24 <noinput>
25 I did not hear anything.
26 <reprompt/>
27 </noinput>
28 </field>
29
30 <filled>
31 Your favourte color is:
32 <value expr="colour"/>
33 </filled>
22
34 </form>
35 </vxml>
Vy´pis 4: Definice prˇı´pustny´ch hodnot uzˇivatelske´ho vstupu pomocı´ gramatiky
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3 Technologie Text to Speech
Text to Speech (TTS) je technologie slouzˇı´cı´ k prˇevodu textu napsane´ho beˇzˇny´m jazykem
na rˇecˇ. TTS modul je za´kladnı´m stavebnı´m kamenem kazˇde´ hlasove´ platformy. Tento
modul na´m totizˇ umozˇnˇuje vytvorˇit uzˇivatelske´ rozhranı´ mezi uzˇivatelem a hlasovou
aplikacı´. Proces prˇevodu textu na rˇecˇ je slozˇity´ proces, ktery´ bude podrobneˇji popsa´n v
na´sledujı´cı´m textu.
Existujı´ dva za´kladnı´ prˇı´stupy, jaky´m zpu˚sobem lze umeˇlou rˇecˇ generovat [9]. Prvnı´
prˇı´stup spocˇı´va´ ve spojova´nı´ prˇedem nahrany´ch u´seku˚ rˇecˇi. Teˇmito u´seky mohou by´t
jednotlive´ hla´sky a dvojhla´sky nebo cela´ slova. Volba de´lky nahra´vany´ch u´seku˚ ovlivnˇuje
kvalitu reprodukce.
Druhy´ prˇı´stup je zalozˇen na simulaci charakteristik lidske´ rˇecˇi a umozˇnˇuje tak repro-
dukovat skutecˇneˇ umeˇlou rˇecˇ.
Proces prˇevodu textu na rˇecˇ je v jednoduchosti zna´zorneˇn na obra´zku 4 a jednotlive´
fa´ze tohoto prˇevodu budou popsa´ny v na´sledujı´cı´ch odstavcı´ch.
3.1 Textova´ analy´za
Textova´ analy´za se da´ rozdeˇlit do dvou fa´zı´. V prvnı´ fa´zi docha´zı´ k nacˇtenı´ textove´ho
vstupu a prˇevedenı´ do forma´tu, se ktery´m je syntetiza´tor schopen pracovat.
V druhe´ fa´zi docha´zı´ k normalizaci textu. Aby bylo mozˇne´ text da´le zpracova´vat,
docha´zı´ nejdrˇı´ve ke konverzi slov na tokeny (tokenizace). Vznikle´ tokeny se pote´ ex-
pandujı´ do ortograficke´ho tvaru. Docha´zı´ tak k expanzi zkratek a cˇı´sel na slova. Naprˇ.
token ”28” je prˇeveden na slovo ”dvacetosm” a zkratka ”cˇ.” je prˇevedena na slovo ”cˇı´slo”.
Tato expanze mu˚zˇe by´t v neˇktery´ch situacı´ch za´visla´ na kontextu, ve ktere´m je token
pouzˇit. Je proto tedy nutne´ analyzovat i okolı´ expandovane´ho tokenu. Tato situace se
da´ demonstrovat naprˇ. na expanzi zkratky ”den.”. Bez znalosti okolı´ (kontextu) tokenu
nevı´me, zda ma´ dojı´t k expanzi na slovo ”denneˇ” nebo ”dennı´ho”. Dalsˇı´m prˇı´kladem
mu˚zˇe by´t expanze textu ”1 lev lovil 1 zebru”. Prvnı´ vy´skyt cˇı´slovky 1 chceme prˇeve´st na
slovo ”jeden” a druhy´ vy´skyt ma´ by´t expandova´n na slovo ”jednu”.
Slozˇitost algoritmu˚, ktere´ tento proces prova´deˇjı´, je za´visla´ na morfologii2 interpreto-
vane´ho jazyka.
3.2 Foneticka´ konverze a synte´za rˇecˇi
V momenteˇ, kdy ma´me k dispozici normalizova´ny text, nasta´va´ fa´ze uplatneˇnı´ foneticky´ch
pravidel. V te´to fa´zi docha´zı´ k prˇevodu kazˇde´ho slova na svu˚j foneticky´ ekvivalent [8].
Beˇhem tohoto procesu je opeˇt nutne´ porozumeˇnı´ kontextu, ve ktere´m se dane´ slovo
vyskytuje. Kontextovou za´vislost je mozˇne´ demonstrovat na oznamovacı´ veˇteˇ ”Honzo,
jdesˇ.” a na ta´zacı´ veˇteˇ ”Honzo, jdesˇ?”. V textove´ podobeˇ se tyto veˇty lisˇı´ pouze zname´nkem
na konci veˇty. Pokud jsou ale tyto veˇty vysloveny, tak se lisˇı´ v intonaci. A pra´veˇ intonace
da´va´ veˇta´m ru˚zny´ vy´znam.
2Morfologie je veˇda, ktera´ se zaby´va´ ohy´ba´nı´m slov, tedy sklonˇova´nı´m slovnı´ch druhu˚ a cˇasova´nı´m sloves.
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Dalsˇı´m prˇı´kladem za´vislosti foneticke´ konverze na kontextu mu˚zˇe by´t konverze jed-
notlivy´ch hla´sek. Stejna´ hla´ska se nemusı´ vzˇdy konvertovat na stejnou fonetickou hla´sku.
U neˇktery´ch jazyku˚ je dokonce zˇa´doucı´, aby se dana´ hla´ska neprˇeva´deˇla na zˇa´dnou fo-
netickou hla´sku (nezneˇle´ hla´sky). Naprˇ. ve sˇpaneˇlsˇtineˇ se nevyslovuje souhla´ska ”h” na
zacˇa´tku slov.
Poslednı´m krokem je synte´za rˇecˇi, ktera´ je provedena na za´kladeˇ foneticke´ konverze.
3.3 Vybrana´ TTS rˇesˇenı´
Na trhu se vykytuje neˇkolik TTS rˇesˇenı´. Neˇktera´ jsou k dispozici zdarma, v prˇı´padeˇ jiny´ch
se jedna´ o komercˇnı´ rˇesˇenı´.
3.3.1 Festival Speech Synthesis System
Festival je obecny´ vı´cejazycˇny´ syntetiza´tor rˇecˇi, ktery´ byl pu˚vodneˇ vyvinut Alanem W.
Blackem na edinburghske´ univerziteˇ. Pozdeˇji se k vy´voji prˇipojila i univerzita Canergie
Mellon University.
Festival podporuje neˇkolik jazyku˚. Jeho soucˇa´stı´ je podpora britske´ a americke´ an-
glicˇtiny, velsˇtiny a sˇpaneˇlsˇtiny. Podporu dalsˇı´ch jazyku˚ je mozˇne´ rozsˇı´rˇit instalacı´ dalsˇı´ch
balı´cˇku˚. Touto formou jsou k dispozici naprˇ. na´sledujı´cı´ jazyky: cˇesˇtina, finsˇtina, italsˇtina
a polsˇtina [11].
Program je napsa´n v programovacı´m jazyce C++ a je sˇı´rˇen jako svobodny´ software, je
k neˇmu tedy k dispozici i zdrojovy´ ko´d.
3.3.2 Flite
Na´zev Flite je zkratka ze slovnı´ho spojenı´ festival − lite. Jedna´ se o maly´ a rychly´
syntetiza´tor rˇecˇi, ktery´ lze provozovat jak na maly´ch (mobilnı´ch) zarˇı´zenı´ch, tak i na
serverovy´ch strojı´ch.
Flite je navrzˇen jako odlehcˇena´ alternativa k syntetiza´toru Festival a za´rovenˇ je s tı´mto
syntetiza´torem kompatibilnı´. Program je napsa´n v programovacı´m jazyce C a to z du˚vodu
velikosti vy´sledne´ho souboru a mozˇnosti portace na ru˚zne´ platformy [10].
Za vznikem tohoto syntetiza´toru stojı´ univerzita Carnegie Mellon University. Program
je sˇı´rˇen pod licencı´ X11 a je dostupny´ zdarma.
VoiceGlue pouzˇı´va´ Flite jako vy´chozı´ syntetiza´tor.
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3.3.3 Cepstral TTS
Spolecˇnost Cepstral je poskytovatelem komercˇnı´ho TTS rˇesˇenı´. Spolecˇnost byla zalozˇen v
roce 2000 veˇdecky´mi pracovnı´ky z univerzity Carnegie Mellon University [12].
Cepstral prˇi vy´voji sve´ho TTS vyvinul neˇkolik novy´ch technik, ktere´ umozˇnˇujı´ lepsˇı´
prˇizpu˚sobenı´ hlasu dane´ aplikaci. Cepstral TTS je mozˇne´ provozovat na zarˇı´zenı´ch s
omezeny´mi vy´pocˇetnı´mi zdroji, stejneˇ jako na high-end serverech [13]. Cepstral TTS je
mozˇne´ integrovat se softwarovou u´strˇednou Asterisk (viz kapitola 2.2.2) a je mozˇne´ ho
provozovat na operacˇnı´ch syste´mech Windows i na Linuxu.
TTS rˇesˇenı´ od Cepstralu nabı´zı´ neˇkolik ru˚zny´ch hlasu˚, ktere´ je mozˇne´ da´le konfig-
urovat. Jednotlive´ hlasy je mozˇne´ si vyzkousˇet na jejich webovy´ch stra´nka´ch. Cepstral pod-
poruje neˇkolik jazyku˚, konkre´tneˇ americkou a britskou anglicˇtinu, americkou sˇpaneˇlsˇtinu,
kanadskou francouzsˇtinu, neˇmcˇinu a italsˇtinu.
Prˇı´mo na webovy´ch stra´nka´ch spolecˇnosti je mozˇne´ objednat si jednotlive´ hlasy nebo
kompletnı´ rˇesˇenı´ Cepstral Telephony Server. Cena jednotlivy´ch hlasu˚ pro osobnı´ vyuzˇitı´
se pohybuje zhruba v rozmezı´ 10-50 dolaru˚. Cena Cepstral Telephony Serveru se odvı´jı´
od pocˇtu povoleny´ch portu˚. Za´kladnı´ verze s podporou jednoho portu zacˇı´na´ na 100
dolarech. Za kazˇdy´ dalsˇı´ port je nutne´ si prˇiplatit dalsˇı´ch 100 dolaru˚.
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4 Technologie Automatic Speech Recognition
Technologie ASR, neboli technologie automaticke´ho rozpozna´va´nı´ rˇecˇi, je dalsˇı´ du˚lezˇitou
soucˇa´stı´ hlasove´ platformy. Uzˇivateli umozˇnˇuje ovla´dat hlasovou aplikaci pomocı´ hlasovy´ch
pokynu˚.
Dnesˇnı´ syste´my pro automaticke´ rozpozna´va´nı´ rˇecˇi dosahujı´ prˇesnosti rozpozna´va´nı´,
ktera´ se mu˚zˇe pohybovat azˇ kolem 70% [1]. K dispozici jsou i syste´my, ktere´ doka´zˇı´
rozpozna´vat i komplexnı´ jazyky majı´cı´ sˇirokou slovnı´ za´sobu a slozˇitou strukturu, naprˇ.
cˇı´nsˇtinu nebo cˇesˇtinu.
ASR syste´my mu˚zˇeme rozdeˇlit podle toho, zda jsou orientova´ny na rozpozna´va´nı´
souvisle´ rˇecˇi nebo na rozpozna´va´nı´ izolovany´ch slov. Rozpozna´va´nı´ souvisle´ rˇecˇi je, ve
srovna´nı´ s rozpozna´va´nı´m izolovany´ch slov, mnohem na´rocˇneˇjsˇı´ proces. Prˇi rozpozna´va´nı´
souvisle´ rˇecˇi totizˇ docha´zı´ k nezˇa´doucı´m jevu˚m jako je naprˇ. spodoba3 slov nebo polyka´nı´
hla´sek. Prˇi rozpozna´va´nı´ izolovany´ch slov k teˇmto jevu˚m nedocha´zı´ a je proto rozpozna´va´nı´
vy´pocˇetneˇ i algoritmicky jednodusˇsˇı´.
Pro automaticke´ rozpozna´va´nı´ rˇecˇi se pouzˇı´va´ neˇkolik metod. Prvnı´ metodou je
pouzˇitı´ algoritmu skryte´ho Markovova modelu. Jedna´ se o statisticky´ model, ktery´
obsahuje skryte´ stavy. V kombinaci s tı´mto algoritmem by´va´ pouzˇit Viterbiho algoritmus
za u´cˇelem nalezenı´ nejpravdeˇpodobneˇjsˇı´ posloupnosti skryty´ch stavu˚. Tato metoda je
vhodna´ pro rozpozna´va´nı´ plynule´ rˇecˇi [14].
Dalsˇı´ pouzˇı´vanou metodou je metoda dynamicke´ho borcenı´ cˇasu. Tato metoda je
vyuzˇı´va´na pro rozpozna´va´nı´ izolovany´ch slov. Podstatou te´to metody je meˇrˇenı´ podob-
nosti mezi dveˇma nahra´vkami slov a snaha najı´t nejlepsˇı´ shodu.
ASR syste´my mu˚zˇeme rozdeˇlit i podle za´vislosti, resp. neza´vislosti na mluvcˇı´m.
Syste´my, ktere´ jsou za´visle´ na konkre´tnı´m mluvcˇı´m dosahujı´ pro tuto osobu lepsˇı´ch
vy´sledku˚. Nevy´hodou tohoto typu syste´mu je, zˇe dana´ osoba musı´, pro u´cˇely natre´nova´nı´
pouzˇitelne´ho modelu, namluvit neˇkolik hodin nahra´vek.
Univerza´lneˇjsˇı´m typem ASR syste´mu jsou syste´my neza´visle´ na mluvcˇı´m. V tomto
prˇı´padeˇ se model sestavuje z nahra´vek, ktere´ jsou porˇı´zeny´ ru˚zny´mi osobami. Nevy´hodou
teˇchto syste´mu˚ je nizˇsˇı´ prˇesnost rozpozna´nı´. Je proto nutne´ pouzˇı´t dalsˇı´ metody, ktere´
slouzˇı´ k adaptaci na konkre´tnı´ho mluvcˇı´ho.
Na obra´zku 5 je zachyceno sche´ma procesu automaticke´ho rozpozna´va´nı´ rˇecˇi.
4.1 Hlasovy´ vstup a jeho numericka´ reprezentace
Prvnı´ fa´zı´ procesu rozpozna´va´nı´ rˇecˇi je digitalizace rˇecˇi, tedy zachycenı´ uzˇivatelske´ho
vstupu (rˇecˇi) a jeho prˇevod do digita´lnı´ podoby (nahra´vky).
Druhou fa´zı´ je transformace digita´lnı´ch dat do numericke´ modelu. Numericky´ model
zachycuje informace o vy´sˇce hlasu v jednotlivy´ch cˇa´stech nahra´vky a dalsˇı´ du˚lezˇite´
informace potrˇebne´ pro dalsˇı´ zpracova´nı´.
3Poslednı´ hla´ska ve sloveˇ je ovlivneˇna na´sledujı´cı´ hla´skou, kterou zacˇı´na´ druhe´ slovo.
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Obra´zek 5: Proces automaticke´ho rozpozna´va´nı´ rˇecˇi
4.2 Foneticke´ mapova´nı´ a generova´nı´ vy´stupu
Trˇetı´ fa´zı´ procesu rozpozna´va´nı´ rˇecˇi je foneticke´ mapova´nı´. Tato fa´ze je nejvı´ce komplexnı´
a od jejı´ prˇesnosti se odvı´jı´ prˇesnost cele´ho syste´mu. V te´to fa´zi je provedena spektra´lnı´
analy´za numericke´ho modelu. Na za´kladeˇ vy´sledku spektra´lnı´ analy´zy jsou vybra´ny
pravdeˇpodobnostneˇ nejvhodneˇjsˇı´ fone´my4 [1].
Vy´sledkem foneticke´ho mapova´nı´ je vygenerova´nı´ sady rˇeteˇzcu˚, ktere´ vznikly poskla´da´nı´m
z jednotlivy´ch fone´mu˚.
Kazˇde´mu rˇeteˇzci je prˇirˇazeno sko´re, ktere´ vyjadrˇuje podobnost k pra´veˇ rozpozna´vane´mu
slovu. Na za´kladeˇ te´to podobnosti a gramatiky, ktera´ popisuje hodnoty prˇı´pustne´ pro
vstup, docha´zı´ k vybra´nı´ nejvhodneˇjsˇı´ rˇeteˇzce. Tento rˇeteˇzec je pote´ posla´n na vy´stup.
4.3 Vybrana´ ASR rˇesˇenı´
Na trhu je k dispozici neˇkolik ASR rˇesˇenı´, ktera´ jsou prˇeva´zˇneˇ komercˇnı´ho charakteru.
Najdeme mezi nimi ale i rˇesˇenı´, ktera´ vznikla na pu˚deˇ univerzit a mohou by´t k dispozici
zdarma. Takova´ rˇesˇenı´ bohuzˇel veˇtsˇinou nedosahujı´ takovy´ch kvalit jako rˇesˇenı´ komercˇnı´.
4.3.1 Loquendo
Loquendo je ASR syste´m od spolecˇnosti Nuance, ktery´ je mozˇne´ provozovat na zarˇı´zenı´ch
od kapesnı´ch zarˇı´zenı´ po desktopove´ pocˇı´tacˇe. Jedna´ se o syste´m, ktery´ je neza´visly´ na
mluvcˇı´m a umozˇnˇuje rozpozna´va´nı´ plynule´ rˇecˇi nebo izolovany´ch slov. Syste´m si doka´zˇe
poradit i s rozpozna´va´nı´m rˇecˇi v hlucˇne´m prostrˇedı´ [15].
Loquendo doka´zˇe pracovat s velmi sˇirokou slovnı´ za´sobou (azˇ 1 milion slov). Syste´m
dosahuje vysoke´ prˇesnosti pouzˇitı´m neuronovy´ch sı´tı´ a algoritmu skryte´ho Markovova
modelu.
Dı´ky sve´ podporˇe standardu˚ pro popis gramatik (SRGS 1.0, SISR 1.0) je syste´m velmi
dobrˇe optimalizova´n pro vyuzˇitı´ ve VoiceXML aplikacı´ch.
Loquendo podporuje rozpozna´va´nı´ celkem 28 jazyku˚, mezi ktery´mi nechybı´ naprˇ.
britska´ a americka´ anglicˇtina, holandsˇtina, da´nsˇtina, rˇecˇtina a francouzsˇtina. Loquendo
bohuzˇel nepodporuje rozpozna´va´nı´ cˇesˇtiny [17].
4Fone´m je nejmensˇı´ soucˇa´st zvukove´ stra´nky rˇecˇi, ktera´ jesˇteˇ ma´ rozlisˇovacı´ funkci v syste´mu konkre´tnı´ho
jazyka.
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Loquendo je mozˇne´ si vyzkousˇet vytocˇenı´m telefonnı´ho cˇı´sla (prˇedvolba USA), kde
jsou prˇipraveny trˇi uka´zkove´ aplikace.
4.3.2 Laboratorˇ pocˇı´tacˇove´ho zpracova´nı´ rˇecˇi TU Liberec
Tato laboratorˇ patrˇı´ k vedoucı´m pracovisˇtı´m v oboru hlasovy´ch technologiı´ v Cˇeske´ repub-
lice. Zacˇa´tkem devadesa´ty´ch se tato laboratorˇ zacˇala veˇnovat problematice rozpozna´va´nı´
izolovany´ch slov a fra´zı´. Pozdeˇji se zacˇala veˇnovat i rozpozna´va´nı´ plynule´ rˇecˇi s orientacı´
na cˇesky´ jazyk.
ASR syste´my vyvinute´ touto laboratorˇı´ zvla´dajı´ rozpozna´va´nı´ izolovany´ch slov z
rozsa´hly´ch slovnı´ku˚, ktere´ obsahujı´ stovky tisı´c slov. Syste´m rozpozna´va´nı´ je neza´visly´
na mluvcˇı´m a v rea´lne´m cˇase doka´zˇe rozpozna´vat s u´speˇsˇnostı´ 95%. ASR syste´my lze
provozovat i na mobilnı´ch zarˇı´zenı´ch.
U syste´mu˚ pro rozpozna´va´nı´ plynule´ rˇecˇi se u´speˇsˇnost, s pouzˇitı´m slovnı´ku, ktery´
obsahuje 350 tisı´c slov, pohybuje kolem 90%. V prˇı´padeˇ prˇepisu televiznı´ch nebo rozh-
lasovy´ch porˇadu˚ se u´speˇsˇnost pohybuje azˇ kolem 95 - 97% [16].
Laboratorˇ vyvinula neˇkolik aplikacı´, ktere´ vyuzˇı´vajı´ schopnosti rozpozna´va´nı´ rˇecˇi.
Mu˚zˇeme uve´st naprˇ. aplikaci MobilDictate, ktera´ slouzˇı´ k diktova´nı´ textu˚ do mobilnı´ho
zarˇı´zenı´ nebo aplikaci ATT (Audio Transcription Toolkit), ktera´ slouzˇı´ k automaticke´mu
generova´nı´ titulku˚ pro televiznı´ porˇady.
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5 Na´vrh webove´ho porta´lu
Na zacˇa´tku te´to kapitoly nejprve prˇedstavı´m referencˇnı´ aplikaci, na ktere´ budu pote´ ve
zby´vajı´cı´m textu kapitoly demonstrovat proces jejı´ho na´vrhu a na´slednou implementaci.
Jako referencˇnı´ aplikaci jsem zvolil rezervacˇnı´ syste´m smysˇlene´ letecke´ spolecˇnosti.
Rezervacˇnı´ syste´m obsahuje webove´ a hlasove´ rozhranı´ pro spra´vu rezervacı´ letu˚. Rezer-
vace lze tedy spravovat z prostrˇedı´ webove´ho prohlı´zˇecˇe nebo z prostrˇedı´ samoobsluzˇne´
hlasove´ linky.
Pro pra´ci s rezervacˇnı´m syste´mem je nutne´ se do syste´mu nejdrˇı´ve prˇihla´sit. Kazˇdy´
uzˇivatel se prokazuje kombinacı´ telefonnı´ho cˇı´sla a hesla.
Do syste´mu se mu˚zˇou prˇihla´sit dva typy uzˇivatelu˚. V za´vislosti na roli prˇihla´sˇene´ho
uzˇivatele jsou uzˇivateli dovoleny akce, ktere´ mu˚zˇe vykona´vat.
Prvnı´m typem uzˇivatele je uzˇivatel v roli za´kaznı´ka. Za´kaznı´kovi je dovoleno vytvorˇenı´
nove´ rezervace nebo zrusˇenı´ jizˇ aktivnı´ rezervace, da´le je za´kaznı´kovi umozˇneˇno vyh-
leda´va´nı´ letu˚ dle na´sledujı´cı´ch krite´riı´:
• mı´sta a data odletu
• mı´sta a data prˇı´letu
• ceny letu
• maxima´lnı´ho pocˇtu prˇestupu˚
• maxima´lnı´ de´lky letu
Druhy´m typem uzˇivatele je uzˇivatel v roli administra´tora. Pro uzˇivatele s pra´vy
administra´tora jsou dostupne´ stejne´ akce jako uzˇivateli v roli za´kaznı´ka, navı´c vsˇak
administra´tor mu˚zˇe vykona´vat na´sledujı´cı´ akce:
• spra´va databa´ze letu˚ (editace/vytvorˇenı´)
• spra´va uzˇivatelu˚ (editace/vytvorˇenı´)
• spra´va prˇepravnı´ch spolecˇnostı´ (editace/vytvorˇenı´)
Webove´ rozhranı´ rezervacˇnı´ho syste´mu je v rea´lne´m cˇase synchronizova´no s hlasovy´m
rozhranı´m pomocı´ technologie WebSockets5 Toto v praxi znamena´ na´sledujı´cı´. Pokud
je uzˇivatel prˇihla´sˇen do webove´ho rozhranı´ a za´rovenˇ se nacha´zı´ v interakci s hlasovou
samoobsluhou, kde naprˇ. zrusˇı´ svoji rezervaci, okamzˇiteˇ dojde k reflektova´nı´ provedene´
akce do webove´ho rozhranı´, anizˇ by uzˇivatel musel znovu prove´st nacˇtenı´ zobrazene´
stra´nky.
Webove´ rozhranı´ rezervacˇnı´ho syste´mu nabı´zı´ uzˇivateli pohodlne´ graficke´ rozhranı´
pro spra´vu rezervacı´. Webova´ aplikace je navrzˇena jako jednostra´nkova´ aplikace6. Tento
5Webova´ technologie umozˇnˇujı´cı´ vytvorˇenı´ obousmeˇrne´ho komunikacˇnı´ho kana´lu mezi klientem a
serverem nad HTTP protokolem. Vı´ce informacı´ o te´to technologii najdete v kapitole 5.2.
6Modernı´ zpu˚sob na´vrhu webove´ aplikace, kdy je aplikace reprezentova´na jednou za´kladnı´ HTML
stra´nkou (statickou) a vesˇkere´ dalsˇı´ interakce na stra´nce jsou rˇesˇeny pomocı´ JavaScriptu.
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zpu˚sob na´vrhu aplikace uzˇivateli prˇina´sˇı´ rychlejsˇı´ odezvu uzˇivatelske´ho rozhranı´ a
za´rovenˇ minimalizuje mnozˇstvı´ prˇeneseny´ch dat po sı´ti mezi klientem a serverem. U´spory
prˇeneseny´ch dat se dosahuje vyuzˇitı´m AJAXove´ho nacˇı´ta´nı´ dat, kdy docha´zı´ k nacˇtenı´
pouze teˇch dat, ktera´ jsou aktua´lneˇ potrˇebna´.
V aplikaci je implementovane´ REST API7, ktere´ slouzˇı´ jako datovy´ zdroj. REST API
implementuje prˇı´stup k datu˚m, ktera´ jsou ulozˇena v databa´zi. Veˇtsˇina metod REST
API generuje notifikace pro ostatnı´ prˇipojene´ klienty. Notifikace slouzˇı´ k synchronizaci
uzˇivatelsky´ch rozhranı´ vsˇech prˇipojeny´ch klientu˚.
Data se mezi klientem a serverovou cˇa´stı´ aplikace (RESP API) prˇena´sˇı´ ve forma´tu
JSON. Forma´t JSON preferuji hlavneˇ z toho du˚vodu, zˇe pro zako´dova´nı´ informace je
potrˇeba mensˇı´ho objemu dat nezˇ naprˇ. ve srovna´nı´ s forma´tem XML.
Implementace REST API vsˇak volitelneˇ dovoluje pouzˇı´t pro komunikaci naprˇ. i forma´t
XML. Stacˇı´ jen o tom do HTTP pozˇadavku prˇidat informaci.
Mozˇnost zvolit si forma´t prˇena´sˇeny´ch dat je umozˇneˇna dı´ky male´ knihovneˇ, ktera´
vznikla za´rovenˇ s touto pracı´. Tato knihovna rˇesˇı´ univerza´lnı´m zpu˚sobem prˇevod
jake´hokoliv JSON objektu do XML forma´tu.
V tabulce 2 se nacha´zı´ popis implementovany´ch metod REST API. API beˇzˇı´ na za´kladnı´
URL adrese /api/v1/8 a to z toho du˚vodu, aby bylo mozˇne´ jednotlive´ verze API v
budoucnosti prˇı´padneˇ verzovat.
5.1 Uzˇivatelske´ rozhranı´
Uzˇivatelske´ rozhranı´ aplikace je rozdeˇleno do neˇkolika stra´nek. Po prˇihla´sˇenı´ do aplikace
je zobrazena hlavnı´ stra´nka se seznamem vsˇech letu˚ (viz obr. 6). Jednotlive´ lety jsou
zde zobrazeny v seznamu, ktery´ je stra´nkovatelny´ a je zde mozˇnost nastavenı´ pocˇtu
zobrazeny´ch polozˇek na stra´nce. Kazˇdy´ rˇa´dek v seznamu reprezentuje jeden let. U
kazˇde´ho letu jsou uvedeny za´kladnı´ informace. Na konci kazˇde´ho rˇa´dku se nacha´zı´
tlacˇı´tka slouzˇı´cı´ pro vytvorˇenı´ nebo zrusˇenı´ rezervace letu. Rˇa´dek, ktery´ prˇedstavuje
rezervovany´ let je graficky odlisˇen jinou barvou pozadı´. Da´le je zde k dispozici tlacˇı´tko pro
zobrazenı´ detailnı´ch informacı´ o letu. Pokud je prˇihla´sˇen uzˇivatel s pra´vy administra´tora,
tak ma´ mozˇnost informace o letu i upravovat. Poslednı´ tlacˇı´tko slouzˇı´ ke smaza´nı´ letu z
databa´ze. Toto tlacˇı´tko se opeˇt zobrazuje jen v prˇı´padeˇ, zˇe je prˇihla´sˇen uzˇivatel s pra´vy
administra´tora.
Nad seznamem letu˚ se nacha´zı´ formula´rˇ pro nastavenı´ vyhleda´vacı´ch krite´riı´, dle
ktery´ch lze pote´ seznam letu˚ vyfiltrovat.
V hornı´ cˇa´sti stra´nky se nacha´zı´ menu, ktere´ je viditelne´ ze vsˇech stra´nek webove´ho
rozhranı´. Menu obsahuje odkazy na dalsˇı´ stra´nky aplikace jako je stra´nka se seznamem
uzˇivatelu˚ a stra´nka se seznamem prˇepravcu˚. V prave´ cˇa´sti hornı´ho menu se nacha´zı´
informace se jme´nem aktua´lneˇ prˇihla´sˇene´ho uzˇivatele a tlacˇı´tko, ktere´ slouzˇı´ k odhla´sˇenı´
uzˇivatele.
7REST API je architektura rozhranı´ navrzˇena´ pro distribuovane´ prostrˇedı´. REST je, na rozdı´l od zna´meˇjsˇı´ch
XML-RPC cˇi SOAP, orientova´n datoveˇ, nikoli procedura´lneˇ.
8URL zdroje pro zı´ska´nı´ informacı´ o jednom letu tedy vypada´ na´sledovneˇ
http://muj.server.cz/api/v1/fligths/1.
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HTTP metoda URL adresa Popis metody
GET /flights Vracı´ stra´nkovany´ seznam (vyfil-
trovany´ch) letu˚.
GET /flights/{id} Vracı´ informace o letu.
GET /flights/{id}/make-reservation Prova´dı´ rezervaci letu pro pra´veˇ
prˇihla´sˇene´ho uzˇivatele.
GET /flights/{id}/cancel-reservation Rusˇı´ rezervaci letu pro pra´veˇ
prˇihla´sˇene´ho uzˇivatele.
POST /flights Zakla´da´ novy´ let.
DELETE /flights/{id} Odstranˇuje let.
PUT /flights/{id} Aktualizuje informace o letu.
GET /users Vracı´ stra´nkovany´ seznam
uzˇivatelu˚.
GET /users/{id} Vracı´ informace o uzˇivateli.
GET /users/{id}/list-reservations Vracı´ seznam rezervacı´ pro dane´ho
uzˇivatele.
GET /users/check-login?login={login} Zjisˇtˇuje, zda dane´ uzˇivatelske´ jme´no
jizˇ existuje.
POST /users Zakla´da´ nove´ho uzˇivatele.
DELETE /users/{id} Odstranˇuje uzˇivatele.
PUT /users/{id} Aktualizuje informace o uzˇivateli.
GET /carriers Vracı´ stra´nkovany´ seznam
prˇepravcu˚.
GET /carriers/{id} Vracı´ informaci o prˇepravci.
POST /carriers Zakla´da´ nove´ho prˇepravce.
DELETE /carriers/{id} Odstranˇuje prˇepravce.
PUT /carriers/{id} Aktualizuje informace o prˇepravci.
GET /destinations?q={destination} Vracı´ seznam vyfiltrovany´ch
destinacı´. Metoda slouzˇı´ pro
nasˇepta´vacˇ.
POST /security/login Prˇihlasˇuje uzˇivatele.
POST /security/logout Odhlasˇuje uzˇivatele.
GET /security/current-user Vracı´ data o aktua´lneˇ prˇihla´sˇene´m
uzˇivateli.
Table 2: Implementovane´ metody REST API
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Ostatnı´ stra´nky aplikace majı´ uzˇivatelske´ rozhranı´ usporˇa´dane´ obdobneˇ. Odkazy
z hornı´ho menu vzˇdy vedou na stra´nky se seznamovy´m zobrazenı´m dane´ entity (lety,
uzˇivatele´, prˇepravci). Z toho seznamu existuje mozˇnost prˇechodu na detail konkre´tnı´
entity. V za´vislosti na pra´vech prˇihla´sˇene´ho uzˇivatele je zde mozˇne´ entitu prˇı´padneˇ
editovat. Pro uka´zku uva´dı´m jesˇteˇ obra´zek zobrazujı´cı´ formula´rˇ pro editaci letu7.
5.2 Pouzˇite´ technologie
Klientska´ i serverova´ cˇa´st aplikace je napsa´na v JavaScriptu. V na´sledujı´cı´ch odstavcı´ch
strucˇneˇ popı´sˇi pouzˇite´ technologie a du˚vod jejich pouzˇitı´.
5.2.1 JavaScript
Je multiparadigmaticky´ skriptovacı´ jazyk ovlivneˇny´ hlavneˇ jazyky Java, Perl a Smalltalk.
Jedna´ se o uda´lostmi rˇı´zeny´ programovacı´ jazyk.
Od klasicky´ch programovacı´ch jazyku˚ se lisˇı´ hlavneˇ podporou prototypove´ deˇdicˇnosti
a skutecˇnostı´, zˇe vsˇe je objekt (dokonce i funkce). Tento jazyk byl vytvorˇen Brendanem
Eichem v roce 1997. Prima´rnı´m du˚vodem vzniku tohoto jazyka byla potrˇeba mozˇnosti
obohacenı´ staticky´ch webovy´ch stra´nek. Jazyk prosˇel neˇkolika verzemi, kdy do neˇj
byly postupneˇ prˇida´va´ny nove´ vlastnosti. V dobeˇ psanı´ te´to pra´ce (2014), je nejvı´ce
rozsˇı´rˇena´ verze ECMAScript 5 a postupneˇ se zacˇı´najı´ do jazyka implementovat vlastnosti
z nadcha´zejı´cı´ specifikace ECMAScript 6.
Dı´ky platformeˇ Node.js jizˇ nenı´ JavaScript omezen jen na oblast klientske´ho skrip-
tova´nı´, ale pronikl i na stranu serverove´ho programova´nı´ a umozˇnˇuje na´vrh vysoce
sˇka´lovatelny´ch sı´tˇovy´ch aplikacı´.
5.2.2 AngularJS
AngularJS je framework, ktery´ svy´mi unika´tnı´mi vlastnostmi ulehcˇuje na´vrh jednostra´nkovy´ch
aplikacı´ v JavaScriptu. Mezi klı´cˇove´ vlastnosti frameworku patrˇı´ obousmeˇrny´ databinding,
neboli automaticke´ prova´za´nı´ dat (modelu) s vizua´lnı´ reprezentacı´ (pohledem). Dalsˇı´
uzˇitecˇnou vlastnostı´ Angularu je sˇablonovacı´ syste´m, ktery´ pomocı´ direktiv umozˇnˇuje
rozsˇı´rˇit standardnı´ sadu HTML tagu˚ o nove´ specificke´ HTML tagy. Vı´ce informacı´ o te´to
technologii najdete v dokumentaci frameworku[18].
Tento framework jsem pouzˇil k na´vrhu klientske´ cˇa´sti aplikace a to pra´veˇ z vy´sˇe
uvedeny´ch du˚vodu˚.
5.2.3 Node.js
Node.js[21] je technologie prˇina´sˇejı´cı´ mozˇnost psa´t serverove´ cˇa´sti webovy´ch aplikacı´ v
JavaScriptu.
Platforma Node.js se skla´da´ z beˇhove´ho prostrˇedı´, ktere´ je postaveno nad JavaScript
enginem V89 a z knihovny funkcı´. Mezi du˚lezˇite´ vlastnosti Node.js patrˇı´ jeho asynchronnı´,
9Stejny´ engine je i soucˇa´stı´ webove´ho prohlı´zˇecˇe Chromium.
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uda´lostmi rˇı´zena´ povaha, tedy vesˇkere´ vstupneˇ/vy´stupnı´ operace jsou zpracova´va´ny
asynchronneˇ. Dı´ky tomuto chova´nı´ v praxi docha´zı´ k tomu, zˇe webovy´ server postaveny´
nad Node.js doka´zˇe zpracovat vı´ce soubeˇzˇny´ch pozˇadavku˚10.
Technologii jsem zvolil hlavneˇ proto, zˇe mi umozˇnˇuje psa´t serverovou a klientskou
cˇa´st aplikace ve stejne´m programovacı´m jazyce, tedy v JavaScriptu.
5.2.4 Express.js
Jedna´ se o minimalisticky´ framework pro Node.js, ktery´ umozˇnˇuje snadne´ vytva´rˇenı´
webovy´ch aplikacı´. Nabı´zı´ naprˇ. funkce pro pra´ci s cookies, pra´ci s objektem prˇı´chozı´ho
pozˇadavku a za´pis do objektu odpoveˇdi. Framework je jednodusˇe rozsˇirˇitelny´ o dalsˇı´
funkce.
Vı´ce informacı´ o tomto frameworku je mozˇne´ nale´zt na oficia´lnı´m webu[22].
5.2.5 MongoDB
Pro ukla´da´nı´ dat jsem zvolil databa´zi MongoDB. MongoDB je NoSQL databa´ze, cozˇ
znamena´, zˇe principy prˇı´stupu k datu˚m nejsou implementova´ny na ba´zi relacı´ jako jsme
zvyklı´ u klasicky´ch relacˇnı´ch databa´zı´. MongoDB se rˇadı´ mezi dokumentove´ databa´ze,
ktere´ nemajı´ pevneˇ definovane´ sche´ma.
Vı´ce informacı´ o MongoDB databa´zi lze nale´zt na webu projektu[19].
V kombinaci s touto databa´zı´ jsem pouzˇil nadstavbu Mongoose[20], cozˇ je vrstva
prˇida´vajı´cı´ mozˇnost definovat pevne´ sche´ma dokumentu˚ a pracovat s teˇmito dokumenty
jako s datovy´mi modely. Tato vrstva da´le umozˇnˇuje naprˇ. prˇida´va´nı´ validacˇnı´ch metod
na jednotlive´ modely.
5.2.6 WebSockets
Je technologie pro tvorbu webovy´ch aplikacı´, ktere´ mezi sebou potrˇebujı´ komunikovat v
rea´lne´m cˇase. Technologie je soucˇa´stı´ standardu HTML5 a je jizˇ v modernı´ch prohlı´zˇecˇı´ch
plneˇ implementova´na. Technologie umozˇnˇuje vybudovat plneˇ duplexnı´ komunikacˇnı´
kana´l mezi klientem serverem a tı´mto kana´lem si vza´jemneˇ vymeˇnˇovat data. Jedna´ se
v podstateˇ o obdobu klasicke´ho TCP spojenı´ prˇenesene´ho do oblasti webovy´ch aplikacı´.
WebSockety komunikujı´ nad standardnı´m HTTP protokolem, nemajı´ proto proble´m s
jaky´mikoliv proxy servery a firewally na trase mezi klientem a serverem.
Tuto technologii v aplikaci pouzˇı´va´m k synchronizaci vsˇech aktua´lneˇ otevrˇeny´ch
webovy´ch rozhranı´, aby prˇihla´sˇeny´ uzˇivatel nemusel otevrˇenou stra´nku ve webove´m
prohlı´zˇecˇi manua´lneˇ znovu nacˇı´tat.
10Za prˇedpokladu, zˇe je aplikace orientovana´ na vstupneˇ/vy´stupnı´ operace jako je naprˇ. cˇtenı´ z databa´ze
nebo ze souborove´ho syste´mu.
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5.2.7 Grunt
Grunt je automatizacˇnı´ na´stroj, ktery´ usnadnˇuje workflow vy´voje (nejen) webovy´ch ap-
likacı´. Tento na´stroj nabı´zı´ aplikacˇnı´ rozhranı´ pro definici u´kolu˚, ktere´ se majı´ automaticky
prove´st v definovany´ moment. Definice u´kolu˚ se popisuje v jazyce JavaScript.
Ja´ jsem tento na´stroj pouzˇil naprˇ. k validaci zdrojove´ho ko´du napsane´ho v JavaScriptu
nebo ke spousˇteˇnı´ webove´ho serveru. Tento na´stroj jsem dokonce vyuzˇil k automatizaci
sazby te´to pra´ce - po kazˇde´m ulozˇenı´ zdrojove´ho LATEX souboru dojde k automaticke´mu
vytvorˇenı´ vy´stupnı´ho PDF souboru.
Vı´ce informaci o tomto na´stroji je mozˇne´ nale´zt na oficia´lnı´ch webovy´ch stra´nka´ch[23].
5.2.8 Jade
Jedna´ se o sˇablonovacı´ jazyk pouzˇı´vany´ na platformeˇ Node.js. Jade svy´mi vlastnostmi
urychluje za´pis HTML ko´du. Naprˇ. nenı´ potrˇeba psa´t ukoncˇovacı´ znacˇky HTML elementu˚
a nenı´ potrˇeba znacˇky zapisovat v u´hlovy´ch za´vorka´ch. Zanorˇenı´ jednotlivy´ch elementu˚ je
vyja´drˇeno postupny´m odsazova´nı´m elementu˚. Sˇablonovacı´ syste´m je rozsˇirˇitelny´ pomocı´
mixinu˚.
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6 Na´vrh hlasove´ho porta´lu
V te´to cˇa´sti pra´ce se zameˇrˇı´m na popis procesu na´vrhu a na´sledne´ implementace hlasove´ho
porta´lu rezervacˇnı´ho syste´mu. Rezervacˇnı´ syste´m byl podrobneˇji prˇedstaven za zacˇa´tku
kapitoly 5.
Hlasovy´ porta´l umozˇnˇuje uzˇivateli spravovat sve´ rezervace prostrˇednictvı´m hlasove´
samoobsluhy, se kterou se spojı´ vytocˇenı´m telefonnı´ho cˇı´sla naprˇ. na sve´m mobilnı´m tele-
fonu. Hlasovy´ porta´l se od porta´lu webove´ho lisˇı´ hlavneˇ ve zpu˚sobu interakce uzˇivatele
se syste´mem a mnozˇinou dostupny´ch akcı´, ktere´ jsou uzˇivateli umozˇneˇny.
Strucˇneˇ rˇecˇeno je uzˇivateli nabı´dnuta podmnozˇina akcı´, ktere´ jsou dostupne´ ve we-
bove´m porta´lu. Hlasovy´ porta´l nabı´zı´ uzˇsˇı´ mnozˇinu funkcı´ hlavneˇ z toho du˚vodu, zˇe ne
vsˇechny funkce syste´mu lze z pohledu uzˇivatelske´ho rozhranı´ komfortneˇ implementovat
i v prostrˇedı´ hlasove´ho syste´mu. Hlasovy´ porta´l je tedy cı´len pouze na uzˇivatele v roli
za´kaznı´ka letecke´ spolecˇnosti a nenabı´zı´ funkce uzˇivatelu˚m v roli administra´tora syste´mu,
ktere´ jim jsou dostupne´ prostrˇednictvı´m webove´ho porta´lu (naprˇ. prˇida´nı´ nove´ho letu do
databa´ze).
V na´sledujı´cı´m seznamu uva´dı´m souhrn akcı´, ktere´ mu˚zˇe uzˇivatel prostrˇednictvı´m
hlasove´ho porta´lu vykona´vat:
• prˇihla´sˇenı´ do syste´mu
• zalozˇenı´ nove´ rezervace
• vylistova´nı´ seznamu aktivnı´ch rezervacı´
• zrusˇenı´ vsˇech aktivnı´ch rezervacı´
• odhla´sˇenı´ ze syste´mu
V na´sledujı´cı´m textu nejdrˇı´ve popı´sˇi odlisˇnosti v na´vrhu uzˇivatelske´ho rozhranı´
hlasove´ho porta´lu ve srovna´nı´ s na´vrhem uzˇivatelske´ho rozhranı´ webove´ho porta´lu
a pote´ se zameˇrˇı´m na popis na´vrhu hlasove´ho rozhranı´ rezervacˇnı´ho syste´mu.
6.1 Uzˇivatelske´ rozhranı´
Uzˇivatelske´ rozhranı´ slouzˇı´cı´ ke komunikaci mezi uzˇivatelem a hlasovy´m porta´lem je
diametra´lneˇ odlisˇne´ od rozhranı´, ktere´ nabı´zı´ webove´ porta´ly. Proto je nutne´ prˇi na´vrhu
uzˇivatelske´ho rozhranı´ hlasove´ho porta´lu k teˇmto odlisˇnostem prˇihle´dnout. Hlavnı´ rozdı´l
mezi uzˇivatelsky´m rozhranı´m webovy´ch a hlasovy´ch porta´lu˚ je ve zpu˚sobu interakce.
Zatı´mco webove´ porta´ly nabı´zı´ uzˇivatelska´ rozhranı´ zalozˇena´ prˇeva´zˇneˇ na interakci
pomocı´ vizua´lnı´ch vjemu˚ uzˇivatele, prˇi na´vrhu uzˇivatelske´ho rozhranı´ hlasove´ho porta´lu
nenı´ mozˇne´ interakci zalozˇenou na vizua´lnı´ch vjemech aplikovat. Uzˇivatelske´ rozhranı´
hlasovy´ch porta´lu˚ je totizˇ zalozˇeno pouze na zvukovy´ch vjemech a hlasovy´ch odezva´ch.
Proto nenı´ vhodne´ navrhovat prˇı´lisˇ komplexnı´ uzˇivatelske´ rozhranı´. Naopak, musı´me se
snazˇit uzˇivatelske´ rozhranı´ cˇlenit co nejjednodusˇeji a prˇehledneˇ tak, abychom uzˇivateli
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interakci se syste´mem co nejvı´ce zjednodusˇili a nedocha´zelo tak k dezorientaci v prostrˇedı´
syste´mu.
Komunikace s uzˇivatelem veˇtsˇinou probı´ha´ pomocı´ automaticke´ synte´zy rˇecˇi. Zatı´m
vsˇak neexistuje hlasovy´ syntetiza´tor, ktery´ by se svou kvalitou zcela vyrovnal lidske´ rˇecˇi.
V za´vislosti na kvaliteˇ pouzˇite´ho syntetize´ru mu˚zˇe neˇkdy prˇi synte´ze rˇecˇi docha´zet ke
komolenı´ slov a pro uzˇivatele nemusı´ by´t sdeˇlenı´ zcela srozumitelne´. V tomto prˇı´padeˇ
veˇtsˇinou stacˇı´ nahradit zkomolenou cˇa´st veˇty jiny´m slovem cˇi slovnı´m spojenı´m. V
prˇı´padeˇ pouzˇitı´ nekvalitnı´ho syntetize´ru rˇecˇi se, prˇed nasazenı´m hlasove´ho porta´lu do
produkcˇnı´ho prostrˇedı´, doporucˇuje vesˇkera´ hlasova´ sdeˇlenı´ namluvit a zdigitalizovat a
tyto nahra´vky pouzˇı´vat mı´sto automaticke´ synte´zy.
Prˇed zacˇa´tkem na´vrhu uzˇivatelske´ho rozhranı´ hlasove´ho syste´mu je vhodne´ nejdrˇı´ve
prove´st analy´zu cı´love´ skupiny uzˇivatelu˚, ktera´ bude dany´ syste´m pouzˇı´vat. Uzˇivatele´ z
ru˚zny´ch cı´lovy´ch skupin majı´ ve veˇtsˇineˇ prˇı´padu˚ odlisˇne´ pozˇadavky na podobu uzˇivatelske´ho
rozhranı´. Pokud se naprˇı´klad zameˇrˇujeme na skupinu uzˇivatelu˚ starsˇı´ho veˇku, mu˚zˇeme
prˇedpokla´dat, zˇe tito uzˇivatele´ nemajı´ zˇa´dne´ nebo velmi omezene´ zkusˇenosti s ovla´da´nı´m
hlasove´ho porta´lu. Proto bychom se meˇli snazˇit ovla´da´nı´ syste´mu jesˇteˇ vı´ce zjednodusˇit.
Takove´ho zjednodusˇenı´ lze dosa´hnout naprˇı´klad nabı´dnutı´m mozˇnosti vyvola´nı´ okamzˇite´
na´poveˇdy beˇhem pra´veˇ probı´hajı´cı´ hlasove´ho interakce. Pro takove´ho uzˇivatele bude
za´rovenˇ jisteˇ pohodlneˇjsˇı´ komunikovat se syste´mem za pomoci automaticke´ho rozpozna´va´nı´
rˇecˇi nezˇ pomocı´ DTMF volby.
Naopak pokud vı´me, zˇe nasˇi aplikaci budou vyuzˇı´vat prˇeva´zˇneˇ uzˇivatele´, kterˇı´ jsou
znalı´ modernı´ch technologiı´, mu˚zˇeme si dovolit navrhnout slozˇiteˇjsˇı´ uzˇivatelske´ rozhranı´
zalozˇene´ na ovla´da´nı´ pomocı´ DTMF volby.
Jedno je ale spolecˇne´ pro vsˇechny typy uzˇivatelu˚. Za kazˇdy´ch okolnostı´ musı´me
uzˇivatelu˚m umozˇnit rychlou a pohodlnou navigaci naprˇı´cˇ celou aplikacı´ tak, aby byli
schopni se v co nejkratsˇı´m cˇase dostat k informaci, kterou hledajı´.
Ja´ jsem se prˇi na´vrhu hlasove´ho porta´lu zameˇrˇil na cı´lovou skupinu uzˇivatelu˚, u
ktery´ch jizˇ prˇedpokla´da´m urcˇitou znalost komunikace s hlasovy´m porta´lem11. Pro nav-
igaci naprˇı´cˇ hlasovy´m porta´lem se vyuzˇı´va´ ovla´da´nı´ pomocı´ DTMF volby. Ovla´da´nı´
pomocı´ DTMF volby jsem zvolil hlavneˇ ze dvou du˚vodu˚.
Prvnı´m du˚vodem je potrˇeba zı´ska´vat od uzˇivatele prˇesne´ vstupy jako je naprˇ. zada´nı´
data nebo identifika´toru rezervace letu. Tyto vstupy se dajı´ jednodusˇe zada´vat pomocı´
DTMF volby.
Dalsˇı´m du˚vodem zvolenı´ DTMF je sˇiroka´ podpora tohoto typu vstupu ze strany
IVR platforem. My´m cı´lem bylo zprovoznit aplikaci na dvou ru˚zny´ch IVR platforma´ch,
prˇicˇemzˇ jedna z nich nenabı´zı´ podporu vstupu pomocı´ automaticke´ho rozpozna´va´nı´ rˇecˇi.
V ra´mci zachova´nı´ jednotne´ metody vstupu naprˇı´cˇ vsˇemi testovany´mi IVR platformami
jsem tedy zvolil DTMF volbu.
Aby bylo mozˇne´ s hlasovy´m rozhranı´m rezervacˇnı´ho syste´mu zacˇı´t pracovat, je nutne´
se do neˇj nejdrˇı´ve prˇihla´sit. Kazˇdy´ uzˇivatel se prokazuje svy´m telefonnı´m cˇı´slem a
cˇı´selny´m heslem. Pokud uzˇivatel zada´ sˇpatne´ telefonnı´ cˇı´slo a heslo, tak je mu nabı´dnuto
11Prˇedpokla´da´m tedy, zˇe uzˇivatele´ majı´ zkusˇenost alesponˇ s hlasovou samoobsluhou sve´ho mobilnı´ho
opera´tora
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opakovane´ zada´nı´. V prˇı´padeˇ, zˇe se uzˇivatel proka´zˇe spra´vny´m telefonnı´m cˇı´slem, ale
sˇpatny´m heslem a toto zada´nı´ provede trˇikra´t za sebou sˇpatneˇ, tak dojde k docˇasne´mu
zablokova´nı´ jeho u´cˇtu. V tomto prˇı´padeˇ je uzˇivateli sdeˇlena informace o tom, kdy se mu˚zˇe
zkusit znovu prˇihla´sit.
V prˇı´padeˇ u´speˇsˇne´ho prˇihla´sˇenı´ do syste´mu, je uzˇivateli prˇehra´na uvı´tacı´ zpra´va a
na´sledneˇ je uzˇivatel prˇesmeˇrova´n do hlavnı´ho menu aplikace, kde ma´ k dispozici akce pro
spra´vu a vytva´rˇenı´ rezervacı´ (seznam akcı´ je uveden v textu kapitoly 6). Jednotliva´ menu
aplikace jsou navrzˇena tak, aby meˇl uzˇivatel kdykoliv mozˇnost vra´tit se o u´rovenˇ zpeˇt.
Na obra´zku 8 je zobrazena hlavnı´ struktura hlasove´ho porta´lu. Struktura aplikace
je na obra´zku popsa´na formou stavove´ho diagramu. Obde´lnı´ky reprezentujı´ jednotlive´
stavy aplikace. Neˇktere´ stavy jsou pro svoji komplexnost zobrazeny pouze obecneˇ. U
takovy´ch stavu˚ je vzˇdy uvedena informace, ktera´ slouzˇı´ jako jaky´si odkaz na dalsˇı´ dia-
gram, ktery´ dany´ stav popisuje detailneˇji. Jako prˇı´klad mu˚zˇu uve´st stav pojmenovany´
getLoginData. U tohoto stavu je ve dvojity´ch u´hlovy´ch za´vorka´ch uvedena informace <<
GetLoginDataF low >>. Tato informace na´m rˇı´ka´, zˇe stav getLoginData obsahuje dalsˇı´
vnorˇene´ stavy. Tyto stavy jsou v aplikaci implementova´ny trˇı´dou GetLoginDataF low. K
te´to trˇı´deˇ existuje diagram, ktery´ popisuje vnitrˇnı´ usporˇa´da´nı´ teˇchto stavu˚ a prˇechody
mezi nimi.
Pro uka´zku uva´dı´m jesˇteˇ diagram te´to trˇı´dy na obra´zku 9.
Pomocı´ sˇipek jsou v diagramu popsa´ny prˇechody mezi jednotlivy´mi stavy. U kazˇde´ho
prˇechodu se da´le nacha´zı´ informace identifikujı´cı´ dany´ prˇechod. Soucˇa´stı´ te´to informace
mu˚zˇe by´t i doplnˇujı´cı´ informace o DTMF volbeˇ, ktera´ slouzˇı´ jako parametr tohoto prˇechodu
a by´va´ uvedena v hranaty´ch za´vorka´ch.
Z du˚vodu zprˇehledneˇnı´ textu zde neuva´dı´m diagramy vsˇech cˇa´stı´ aplikace. Nejvı´ce
zajı´mavy´m cˇa´stem aplikace se budu detailneˇji veˇnovat pozdeˇji. Diagramy ostatnı´ch cˇa´stı´
aplikace jsou obsazˇeny v prˇı´loze A.2.
6.2 Implementace hlasove´ho porta´lu
V te´to kapitole se budu veˇnovat popisu implementace hlasove´ho porta´lu. Nejdrˇı´ve se
zameˇrˇı´m na popis knihovny, ktera´ vznikla v ra´mci te´to pra´ce za u´cˇelem usnadneˇnı´ vy´voje
hlasovy´ch porta´lu˚ postaveny´ch na platformeˇ VoiceXML. Pote´ se vra´tı´m k detailneˇjsˇı´mu
popisu implementace vybrany´ch cˇa´stı´ hlasove´ho porta´lu.
Proces implementace hlasove´ho porta´lu mu˚zˇu tedy rozdeˇlit na dveˇ cˇa´sti. Prvnı´ cˇa´stı´ je
na´vrh VXML knihovny a druhou cˇa´stı´ je na´vrh hlasove´ho porta´lu rezervacˇnı´ho syste´mu s
vyuzˇitı´m vytvorˇene´ knihovny.
6.2.1 Implementace pomocne´ knihovny
V kapitole 2.3 jsme se sezna´mili se za´klady na´vrhu VoiceXML dokumentu˚, konkre´tneˇ jsme
se zde zameˇrˇili na strukturu VXML dokumentu a popis vybrany´ch elementu˚, ktere´ slouzˇı´
k definici struktury aplikace. Jizˇ tedy ma´me k dispozici znalosti, ktere´ na´m umozˇnˇujı´
napsat VoiceXML ko´d jednoduche´ho hlasove´ho porta´lu.
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Obra´zek 9: Struktura stavu getLoginData (GetLoginDataF low)
Prˇi na´vrhu slozˇiteˇjsˇı´ho hlasove´ho porta´lu by na´m mohlo usˇetrˇit hodneˇ pra´ce vysˇsˇı´
u´rovenˇ abstrakce. Tato abstrakce by na´s mohla odstı´nit od prˇı´me´ho psanı´ VXML ko´du. A
pra´veˇ tuto abstrakci zajisˇtˇuje knihovna, ktera´ je vyvinuta v ra´mci te´to diplomove´ pra´ce.
Prˇi pouzˇitı´ te´to knihovny se nemusı´me soustrˇedit na psanı´ validnı´ho VXML ko´du,
ale vesˇkere´ nasˇe soustrˇedeˇnı´ mu˚zˇeme zameˇrˇit na aplikacˇnı´ logiku. Tato knihovna da´le
umozˇnˇuje dosa´hnout efektivnı´ znovupouzˇitelnosti ko´du formou komponentnı´ho mod-
elu. V neposlednı´ rˇadeˇ knihovna zjednodusˇuje vy´voj tı´m zpu˚sobem, zˇe v podstateˇ rusˇı´
rozdeˇlenı´ aplikace na klientskou a serverovou cˇa´st. Prˇi vy´voji aplikace tedy nema´me
aplikaci striktneˇ rozdeˇlenou na VXML dokumenty, ktere´ definujı´ strukturu aplikace a
zajisˇtˇujı´ vstup a vy´stup, a serverovou cˇa´st, ktera´ rˇesˇı´ prˇı´stup k datu˚m a implementuje
aplikacˇnı´ logiku.
Knihovna je implementova´na v JavaScriptu12 a aplikace, ktera´ je vyvı´jena s vyuzˇitı´m
te´to knihovny je spousˇteˇna v serverove´m prostrˇedı´ na platformeˇ Node.js.
Aplikace vytvorˇena´ pomocı´ te´to knihovny se da´ jednodusˇe popsat jako kolekce stavu˚
mezi ktery´mi jsou definova´ny prˇechody do stavu˚ dalsˇı´ch (v podstateˇ se tedy jedna´ o
stavovy´ automat). Kazˇdy´ stav mu˚zˇe by´t urcˇite´ho typu. Jednı´m typem je stav, slouzˇı´cı´ k
zı´ska´nı´ vstupu od uzˇivatele. Dalsˇı´m typem je stav, ktery´ zajisˇtˇuje vy´stup, tedy sdeˇluje
uzˇivateli neˇjakou informaci. Poslednı´m typem je stav, ktery´ nezajisˇtˇuje vstup ani vy´stup,
ale implementuje pouze logiku, na za´kladeˇ ktere´ docha´zı´ mj. k rozhodnutı´ do jake´ho
dalsˇı´ho stavu se bude prˇecha´zet.
Kazˇdy´ stav mu˚zˇe vyvola´vat uda´losti. Pro kazˇdou vyvolanou uda´lost je definova´n
prˇechod do dalsˇı´ho stavu. Zpu˚sob definice prˇechodu˚ pomocı´ uda´lostı´ zabranˇuje vzniku
pevny´ch vazeb mezi objekty, ktere´ spolu potrˇebujı´ neˇjaky´m zpu˚sobem komunikovat.
V ra´mci internı´ implementace stavu tedy mu˚zˇe docha´zet k vyvola´nı´ uda´losti, na ktere´
mohou za´visle´ objekty neˇjaky´m zpu˚sobem reagovat.
Kazˇdy´ stav mu˚zˇe definovat akci, ktera´ se vyvola´ v momenteˇ, kdy dojde ke vstupu do
tohoto stavu. Stav za´rovenˇ mu˚zˇe definovat akci, ktera´ se provede teˇsneˇ prˇed prˇechodem
do nove´ho stavu, tedy prˇi opousˇteˇnı´ stavu, ktery´ tuto akci definoval. U stavu˚, ktere´
slouzˇı´ k zı´ska´nı´ vstupu uzˇivatele se obsluha akce prˇi opousˇteˇnı´ stavu typicky vyuzˇı´va´ ke
zpracova´nı´ vstupnı´ch dat (naprˇ. za´pis dat do databa´ze).
Kazˇdy´ stav se mu˚zˇe skla´dat z dalsˇı´ch (vnorˇeny´ch) stavu˚. V prˇı´padeˇ, zˇe stav vnorˇene´
stavy obsahuje, tak se mezi stavy prˇecha´zı´ na´sledujı´cı´m zpu˚sobem. Nejdrˇı´ve se postupneˇ
12Vı´ce informacı´ o te´to technologii mu˚zˇete najı´t v kapitole 5.2.1.
44
navsˇtı´vı´ vnorˇene´ stavy rodicˇovske´ stavu. Jakmile dojde k navsˇtı´venı´ vnorˇene´ho stavu,
ktery´ je fina´lnı´, tak se zpracova´nı´ vracı´ k prˇechodu˚m, ktere´ ma´ definova´n rodicˇovsky´ stav.
Knihovna na´m tedy poskytuje rozhranı´ API umozˇnˇujı´cı´ definovat jednotlive´ stavy
aplikace, prˇechody mezi teˇmito stavy a akce, ktere´ se majı´ vyvola´vat prˇi prˇechodech do
dalsˇı´ch stavu˚. Nemusı´me se tedy starat o rucˇnı´ psanı´ VXML ko´du, ktery´ je nutny´ pro
zpracova´nı´ VXML interpretrem. Tento ko´d generuje knihovna automaticky.
6.2.2 Aplikacˇnı´ rozhranı´ knihovny
V prˇedchozı´ kapitole jsem prˇedstavil pomocnou knihovnu a popsal jsem du˚vody, ktere´
meˇ vedly k jejı´ implementaci.
V te´to cˇa´sti se budu podrobneˇ veˇnovat jednotlivy´m cˇa´stem rozhranı´ API, ktere´ na´m
tato knihovna nabı´zı´. Popı´sˇi zde jednotlive´ trˇı´dy, ktere´ knihovna obsahuje. Aby bylo
mozˇne´ srovnat vy´voj VoiceXML hlasove´ho porta´lu za pomoci te´to knihovny s tradicˇnı´m
zpu˚sobem vy´voje (kdy rucˇneˇ vytva´rˇı´me VXML ko´d), nesmı´ chybeˇt i uka´zky pouzˇitı´
jednotlivy´ch cˇa´stı´ knihovny.
Ve vy´pise 5 je uveden zdrojovy´ ko´d jednoduche´ aplikace, jejı´zˇ zdrojovy´ ko´d bude v
dalsˇı´m textu prˇedmeˇtem detailneˇjsˇı´ho rozboru. Jen pro prˇedstavu zde jesˇteˇ uvedu, co
dana´ aplikace deˇla´. Aplikace prˇedstavuje jednoduche´ menu. Nejdrˇı´ve na´s aplikace prˇivı´ta´
uvı´tacı´ hla´sˇkou. Pote´ dojde k prˇechodu do menu, kde se dozvı´da´me, zˇe mu˚zˇeme pomocı´
volby DTMF zvolit hodnotu 1, 2 nebo 3. V za´vislosti na vy´beˇru pote´ prˇecha´zı´me do stavu,
ve ktere´m jsme informova´ni o tom, jakou volbu jsme provedli. Pokud zvolı´me jinou
hodnotu, nezˇ je povoleno (naprˇ. 4) dojde k prˇechodu do stavu, kde je na´m rˇecˇeno, zˇe jsme
zvolili nepovolenou volbu.
1 var MenuExampleCtrl = CallFlow.extend({
2
3 constructor: function () {
4 // zavolani konstruktoru bazove tridy
5 MenuExampleCtrl.super.call(this);
6 },
7
8 create: function* () {
9 // vytvoreni jednotlivych stavu
10 var gretingState =
11 State.create(’greeting’, new Say(’Welcome to menu
↩→ example.’));
12
13 var optionOneState =
14 State.create(’optionOne’, new Exit(’Selected option
↩→ is one.’));
15
16 var optionTwoState =
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17 State.create(’optionTwo’, new Exit(’Selected option
↩→ is two.’));
18
19 var optionThreeState =
20 State.create(’optionThree’, new Exit(’Selected option
↩→ is three.’));
21
22 var invalidSelState =
23 State.create(’invalidSelection’, new Exit(’Invalid
↩→ option.’));
24
25 var menuState =
26 State.create(’menu’, new Ask({
27 prompt: ’Press one, two or three.’,
28 grammar: new BuiltinGrammar({
29 type: ’digits’,
30 length: 1
31 })
32 }))
33 .addOnEntryAction(function* () {
34 console.log(’You have entered menu state.’);
35 })
36 .addOnExitAction(function* () {
37 console.log(’You have leaved menu state.’);
38 })
39 .addTransition(’continue’, optionOneState, function (
↩→ result) {
40 return result == 1;
41 })
42 .addTransition(’continue’, optionTwoState, function (
↩→ result) {
43 return result == 2;
44 })
45 .addTransition(’continue’, optionThreeState, function
↩→ (result) {
46 return result == 3;
47 })
48 .addTransition(’continue’, invalidSelState, function
↩→ (result) {
49 return [1, 2, 3].indexOf(result) == -1;
50 });
51
52 gretingState.addTransition(’continue’, menuState);
46
53
54 // registrace stavu do kontejneru
55 this
56 .addState(gretingState)
57 .addState(menuState)
58 .addState(optionOneState)
59 .addState(optionTwoState)
60 .addState(optionThreeState)
61 .addState(invalidSelState);
62 }
63 });
Vy´pis 5: Zdrojovy´ ko´d uka´zkove´ aplikace
6.2.2.1 Trˇı´da Application Kazˇda´ aplikace je reprezentova´na hlavnı´m objektem ap-
likace, ktery´ celou aplikaci zapouzdrˇuje. Instance te´to trˇı´dy prˇedstavuje hlavnı´ objekt
aplikace. Hlavnı´m u´kolem aplikacˇnı´ho objektu je automaticke´ generova´nı´ VXML doku-
mentu, ktery´ je vzˇdy vygenerova´n pro aktua´lnı´ stav aplikace a slouzˇı´ jako vstup pro VXML
interpretr. Interpretr tento dokument zpracuje a vy´sledkem je dialog mezi uzˇivatelem a
hlasovy´m syste´mem.
Tato trˇı´da implementuje statickou metodu create, ktera´ prˇijı´ma´ potrˇebne´ parametry
k vytvorˇenı´ aplikace. Ve vy´pise 6 je uvedena uka´zka ko´du, ktery´m se vytvorˇı´ instance
aplikace.
1 Application.create({
2 route: ’/menu-example’,
3 controller: MenuExampleCtrl,
4 config: {
5 io: io
6 },
7 server: appServer
8 });
Vy´pis 6: Vytvorˇenı´ hlavnı´ho objektu aplikace
Metoda create prˇijı´ma´ jako parametr jeden objekt, ktery´ obsahuje jednotliva´ nas-
tavenı´ aplikace. Na´sleduje popis jednotlivy´ch parametru˚.
Parametr route uda´va´, na jake´ URL bude aplikace dostupna´.
Parametr controller je reference na konstruktor, ktery´ se pouzˇije k vytvorˇenı´
hlavnı´ho flow13 aplikace.
13V textu pouzˇı´va´m termı´n flow pro oznacˇenı´ instancı´ trˇı´dy CallFlow (viz 6.2.2.2), ktere´ definujı´ kolekci
stavu˚ aplikace.
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Dalsˇı´m parametrem, ktery´ nenı´ povinny´, je parametr config. Jedna´ se o objekt,
pomocı´ ktere´ho mu˚zˇeme do aplikace protlacˇit jaka´koliv dalsˇı´ nastavenı´. Tyto nastavenı´
jsou pote´ dostupne´ cele´ aplikaci. V prˇı´kladu je uvedeno nastavenı´ io, prostrˇednictvı´m
ktere´ho aplikaci prˇeda´va´me referenci na objekt, ktery´ se stara´ o generova´nı´ push notifikacı´
pomocı´ technologie WebSockets14.
Hodnotou poslednı´ho parametru server je instance Express.js serveru (viz 5.2.4), nad
ktery´m je VXML aplikace spusˇteˇna. Tato instance je interneˇ vyuzˇita k naveˇsˇenı´ metod,
ktere´ obsluhujı´ jednotlive´ pozˇadavky na prˇechod mezi stavy aplikace.
Aplikace beˇzˇı´ nad HTTP protokolem. Pozˇadavky na prˇechod mezi stavy jsou tedy
klasicke´ HTTP pozˇadavky. Prvnı´ pozˇadavek na VXML aplikaci ma´ na´sledujı´cı´ tvar:
http://www.myserver.com/menu-example?session.sessionid=123
Na´sledujı´cı´ pozˇadavky jsou ve tvaru na´sledujı´cı´m:
http://www.myserver.com/menu-example?sessionid=123
&event=continue&result=1
V URL adrese pozˇadavku jsou zako´dova´ny vsˇechny potrˇebne´ informace pro provedenı´
prˇechodu do dalsˇı´ho stavu.
Prvnı´ vy´sˇe uvedeny´ pozˇadavek obsahuje pouze jeden parametr, a tı´m je parametr
session.sessionid. Tento parametr slouzˇı´ jako jednoznacˇny´ identifika´tor instance ap-
likace. Hodnotu tohoto parametru generuje IVR platforma a tuto hodnotu da´le prˇeda´va´ ap-
likacˇnı´mu serveru. Aplikacˇnı´ server tento u´daj vyuzˇı´va´ jako klı´cˇ, pod ktery´m ukla´da´ stav
aplikace mezi jednotlivy´mi pozˇadavky. Informace o stavu, ktera´ je na serveru uchova´va´na,
obsahuje naprˇı´klad informaci o pra´veˇ navsˇtı´vene´m stavu.
Identifika´tor instance aplikace je pote´ obsazˇen ve vsˇech dalsˇı´ch pozˇadavcı´ch prostrˇednictvı´m
parametru sessionid. Mezi dalsˇı´mi pozˇadavky je hodnota prˇeda´va´na prostrˇednictvı´m
automaticky vygenerovane´ho VXML dokumentu. Pokud by hodnota nebyla prˇı´tomna,
aplikace by neveˇdeˇla s jakou instancı´ ma´ pracovat.
Dalsˇı´m parametrem, ktery´ musı´ by´t v URL obsazˇen, je na´zev uda´losti event, ktera´
byla vyvola´na v interakci s uzˇivatelem. Na za´kladeˇ te´to informace server zpracuje prˇechod
do dalsˇı´ho stavu.
V URL adrese pozˇadavku mu˚zˇe by´t obsazˇen jesˇteˇ jeden parametr. Jedna´ se o parametr
result. Pokud se pra´veˇ zpracova´va´ stav, ktery´ zajisˇtˇuje vstup od uzˇivatele, pak je
hodnotou tohoto parametru pra´veˇ zı´skany´ vstup.
6.2.2.2 Trˇı´da CallFlow Tato trˇı´da slouzˇı´ jako ba´zova´ trˇı´da pro implementaci objektu,
ktery´ prˇedstavuje kontejner pro jednotlive´ stavy. Prima´rnı´m u´kolem te´to trˇı´dy je vytvorˇit
a zaregistrovat jednotlive´ stavy (viz 6.2.2.3) pomocı´ metody addState, resp. pomocı´
metody addStates, ktera´ registruje vı´ce stavu˚ v jednom vola´nı´. Registrace stavu˚ se
prova´dı´ v metodeˇ create, kterou musı´ kazˇda´ instance implementovat.
14Technologie WebSockets byla prˇedstavena v kapitole 5.2.6.
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Tento kontejner za´rovenˇ slouzˇı´ jako jaka´si sdı´lena´ sbeˇrnice, ktera´ je prˇı´stupna´ vsˇem
stavu˚m, ktere´ jsou v kontejneru obsazˇeny. Mu˚zˇe tedy naprˇ. slouzˇit k uchova´nı´ dat, ktera´
jsou spolecˇna´ pro vı´ce stavu˚.
Du˚lezˇitou metodou te´to trˇı´dy je metoda fireEvent(event, data). Tato metoda
se vola´ v momenteˇ, kdy je potrˇeba prˇejı´t do dalsˇı´ho stavu. Vola´nı´ prˇebı´ra´ dva parametry.
Parametr event identifikuje typ uda´losti. Na za´kladeˇ typu uda´losti metoda rozhodne, do
jake´ho dalsˇı´ho stavu se ma´ prˇejı´t. Kazˇdou vyvolanou uda´lost mu˚zˇou volitelneˇ doprova´zet
data specificka´ pro danou uda´lost.
Ko´d ve vy´pise 5 demonstruje vytvorˇenı´ instance trˇı´dy CallFlow a registraci stavu˚.
Takovou instanci je mozˇne´ prˇedat hlavnı´mu objektu aplikace prostrˇednictvı´m hodnoty
parametru controller (viz 6.2.2.1).
6.2.2.3 Trˇı´da State Tato trˇı´da reprezentuje jeden stav aplikace. Jedna´ se o ba´zovou
trˇı´du, ze ktere´ se dajı´ odvodit specificˇteˇjsˇı´ trˇı´dy nebo lze prˇı´mo vytvorˇit instanci te´to trˇı´dy.
Jednotlive´ stavy se registrujı´ do instance trˇı´dy CallFlow naprˇ pomocı´ metody addState
(viz 6.2.2.2).
Konstruktor mu˚zˇe prˇijı´mat trˇi parametry. Prvnı´m a jediny´m povinny´m parametrem
je parametr id. Jedna´ se o identifika´tor stavu, ktery´ musı´ by´t jedinecˇny´ v ra´mci jednoho
flow.
Zby´vajı´cı´ parametry target a event jsou nepovinne´. V prˇı´padeˇ, zˇe jsou tyto parame-
try uvedeny, tak konstruktor trˇı´dy interneˇ zavola´ metodu addTransition s hodnotami
teˇchto parametru˚. Tato metoda ma´ na´sledujı´cı´ prˇedpis addTransition(event, tar-
get, condition) a slouzˇı´ k definici prˇechodu˚ do dalsˇı´ch stavu˚.
Kazˇdy´ stav mu˚zˇe mı´t definova´n vı´ce prˇechodu˚. Prˇechod je definova´n kombinacı´ typu
uda´losti a cı´love´ho stavu. Tato kombinace mu˚zˇe by´t volitelneˇ rozsˇı´rˇena jesˇteˇ parametrem
condition. Metodeˇ addTransition mu˚zˇe by´t cı´lovy´ stav target prˇeda´n formou
reference na instanci trˇı´dy State nebo mu˚zˇeme metodeˇ prˇedat pouze identifika´tor stavu.
V neˇktery´ch prˇı´padech se na´m mu˚zˇe hodit nadefinovat vı´ce prˇechodu˚ se stejny´m
typem uda´losti. Vı´ce prˇechodu˚ se stejny´m typem uda´losti by´va´ typicky definova´no u
stavu˚, ktere´ neˇjakou formou implementujı´ menu.
V momenteˇ, kdy je proveden vy´beˇr v menu, mu˚zˇe by´t vyvola´na obecna´ uda´lost, naprˇ.
continue. Tato obecna´ uda´lost je parametrizova´na hodnotou, ktera´ byla v menu zvolena.
Zde se dosta´va´me k volitelne´mu parametru condition, ktery´ slouzˇı´ k rozhodnutı´, do
jake´ho stavu se prˇejde. Hodnotou tohoto parametru je funkce, ktera´ prˇebı´ra´ jeden parametr
a to je pra´veˇ hodnota, ktera´ byla v menu zvolena. Tato funkce obsahuje rozhodovacı´
logiku, ktera´ ma´ tedy k dispozici informaci o vybrane´ hodnoteˇ a vracı´ hodnotu true v
prˇı´padeˇ, zˇe se ma´ dany´ prˇechod pouzˇı´t pro prˇechod do dalsˇı´ho stavu. Demonstrace tohoto
postupu je videˇt ve vy´pise 5.
Trˇı´da da´le obsahuje metody addOnEntryAction a addOnExitAction, ktere´ slouzˇı´
k registraci funkcı´, ktere´ se vyvola´vajı´ prˇi vstupu, resp. prˇi vy´stupu z tohoto stavu.
Teˇchto funkcı´ mu˚zˇe by´t zaregistrova´no vı´ce. V prˇı´padeˇ, zˇe je funkcı´ zaregistrova´no vı´ce,
jsou jednotlive´ funkce vola´ny sekvencˇneˇ za sebou. Kazˇda´ takova´ funkce ma´ v momenteˇ
zavola´nı´ k dispozici reference na na´sledujı´cı´ objekty. Tyto reference jsou k dispozici
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prostrˇednictvı´m argumentu˚ funkce. Prvnı´m argumentem je instance kontejneru (flow),
do ktere´ho dany´ stav patrˇı´. Druhy´m argumentem je reference na stav samotny´. Poslednı´
argument obsahuje doplnˇujı´cı´ data, ktera´ jsou za´visla´ na konkre´tnı´m prˇı´padeˇ pouzˇitı´.
Jak jizˇ bylo prˇedesla´no drˇı´ve, kazˇdy´ stav mu˚zˇe obsahovat vnorˇene´ stavy. K registraci
vnorˇeny´ch stavu˚ slouzˇı´ metoda addNestedCallFlow(callFlow), ktera´ prˇijı´ma´ jeden
parametr. Hodnota parametru callFlow je instance, pro na´s jizˇ zna´me´, trˇı´dy CallFlow,
ktera´ byla popsa´na v kapitole 6.2.2.2. Dı´ky te´to mozˇnosti mu˚zˇeme jednodusˇe docı´lit
znovupouzˇitelnosti ko´du, kdy opakovaneˇ vyuzˇı´vanou komponentu implementujeme
jako samostatnou trˇı´du, ktera´ je odvozena ze trˇı´dy CallFlow. Instance te´to trˇı´dy je
pote´ registrova´na zavola´nı´m metody addNestedCallFlow na dane´m stavu. V prˇı´padeˇ
potrˇeby mu˚zˇe by´t tato instance parametrizova´na prˇeda´nı´m parametru˚ do konstruktoru.
Trˇı´da State obsahuje tova´rnı´ statickou metodu create, ktera´ je dalsˇı´ mozˇnostı´, jak
vytvorˇit instanci stavu. Oproti vytvorˇenı´ stavu pomocı´ konstruktoru nabı´zı´ pohodlneˇjsˇı´
cestu k vytvorˇenı´ stavu, ktery´ obsahuje hlasovy´ model (viz 6.2.2.4). Pomocı´ hlasove´ho
modelu definujeme typ stavu. Jednı´m z typu˚ je stav, ktery´ zajisˇtˇuje prˇecˇtenı´ vstupu od
uzˇivatele, dalsˇı´m typem stavu mu˚zˇe by´t stav, ktery´ slouzˇı´ k prezentaci vy´stupu. Vytva´rˇenı´
stavu˚ pomocı´ teto metody je pouzˇito ve vy´pise 5.
Ve stejne´m vy´pise si mu˚zˇeme vsˇimnout, zˇe vola´nı´ veˇtsˇiny metod trˇı´dy State se da´
rˇeteˇzit. V jednom rˇeteˇzu vola´nı´ mu˚zˇeme vytvorˇit instanci stavu, naveˇsit akce, ktere´ se
volajı´ prˇi prˇechodu do dalsˇı´ch stavu˚ a nadefinovat prˇechody do dalsˇı´ch stavu˚.
6.2.2.4 Trˇı´da VoiceModel Jedna´ se o abstraktnı´ trˇı´du, ze ktere´ se instance nevytva´rˇejı´
prˇı´mo. Slouzˇı´ jako ba´zova´ trˇı´da, ze ktere´ jsou odvozeny trˇı´dy reprezentujı´cı´ konkre´tnı´
hlasovy´ model.
Hlasovy´ model prˇedstavuje zpu˚sob, jaky´m definujeme typ stavu. Z tohoto pohledu
knihovna rozlisˇuje dva typy stavu˚ resp. hlasovy´ch modelu˚.
Prvnı´m typem je hlasovy´ model, ktery´ slouzˇı´ k zı´ska´nı´ vstupu od uzˇivatele. Takovy´
hlasovy´ model v praxi vypada´ tak, zˇe obsahuje text zpra´vy, pomocı´ ktere´ se uzˇivateli sdeˇlı´,
jake´ jsou prˇı´pustne´ hodnoty pro vstup. Da´le hlasovy´ model v tomto prˇı´padeˇ obsahuje
popis gramatiky, ktera´ definuje validnı´ hodnoty pro vstup. Tento typ hlasove´ho modelu je
implementova´n trˇı´dou Ask (viz 6.2.2.9).
Dalsˇı´m typem hlasove´ho modelu, ktery´ take´ zajisˇtˇuje zı´ska´nı´ vstupu, je hlasovy´ model
prˇedstavovany´ trˇı´dou Record (viz 6.2.2.8). Tento hlasovy´ model zaznamena´va´ vstup
formou nahra´vky zpra´vy.
Druhy´m typem hlasove´ho modelu je model, ktery´ slouzˇı´ k prezentaci neˇjake´ho
vy´stupu. V praxi takovy´ hlasovy´ model obsahuje pouze definici zpra´vy, ktera´ se ma´
uzˇivateli sdeˇlit. Tento typ hlasove´ho modelu je implementova´n trˇı´dou Say (viz 6.2.2.6)
nebo trˇı´dou Exit (viz 6.2.2.7).
Instance trˇı´d, ktere´ jsou z te´to trˇı´dy odvozeny obsahujı´ vsˇechny informace, ktere´ jsou
nutne´ pro automaticke´ vygenerova´nı´ vy´sledne´ho VXML souboru.
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6.2.2.5 Trˇı´da Prompt Trˇı´da Prompt slouzˇı´ k definici zpra´vy, ktera´ se ma´ uzˇivateli
prˇedlozˇit. Tuto definici zpra´vy pouzˇı´vajı´ vsˇechny trˇı´dy, ktere´ implementujı´ hlasovy´ model
(viz kapitola 6.2.2.4).
Trˇı´da obsahuje kolekci audios. Tato kolekce mu˚zˇe obsahovat jednu nebo vı´ce zpra´v,
ktere´ se uzˇivateli postupneˇ prˇehrajı´. Polozˇkami te´to kolekce mu˚zˇe by´t text, ktery´ bude
pomocı´ TTS enginu prˇeveden na hlasovou zpra´vu nebo reference na audio nahra´vku,
ktera´ bude prˇehra´na.
Konstruktor trˇı´dy mu˚zˇe by´t vola´n vı´ce zpu˚soby. Ve vy´pise 7 uva´dı´m uka´zky vola´nı´
konstruktoru.
1 var simplePrompt = new Prompt(’This is prompt nr. 1.’);
2
3 var combinedPrompt = new Prompt([
4 ’This is prompt nr. 2.’,
5 new Audio(’/audio/message.wav’)
6 ]);
7
8 var promptWithSettings = new Prompt({
9 text: ’This is prompt message.’,
10 audios: [
11 ’This is prompt nr. 2.’,
12 new Audio(’/audio/message.wav’)
13 ],
14 bargein: false,
15 bargeinType: ’none’,
16 timeout: 5,
17 language: ’en-US’
18 });
Vy´pis 7: Vytvorˇenı´ instance trˇı´dy Prompt
Nejjednodusˇsˇı´ mozˇnost vytvorˇenı´ instance je uka´za´no na prvnı´m rˇa´dku vy´pisu. Kon-
strukce spocˇı´ta´ v prˇeda´nı´ jedine´ho argumentu, ktery´ definuje text zpra´vy, ktery´ bude
pomocı´ TTS prˇehra´n.
Na rˇa´dku 3 je uka´za´na mozˇnost vytvorˇenı´ instance prˇeda´nı´m kolekce zpra´v. Kolekce v
tomto prˇı´padeˇ obsahuje text a referenci na audio nahra´vku (vı´ce informacı´ o trˇı´deˇ Audio
najdete k kapitole 6.2.2.13).
Pokud potrˇebujeme vytvorˇit instanci a za´rovenˇ nastavit jejı´ dalsˇı´ vlastnosti, tak mu˚zˇeme
vyuzˇı´t vola´nı´ konstruktoru, ktere´ je uvedeno na rˇa´dku 8. V tomto prˇı´padeˇ konstruktor
prˇebı´ra´ jako jediny´ parametr objekt, ktery´ specifikuje vesˇkera´ nastavenı´ instance.
Obeˇ nastavenı´ text a audios nastavujı´ zpra´vu, ktera´ se uzˇivateli prˇedlozˇı´. V praxi
nenastavujeme oba parametry, ale pouze jeden z nich. Nastavenı´ text prˇebı´ra´ text zpra´vy
a pouzˇı´va´ se tehdy, kdyzˇ definujeme pouze jednoduchou textovou zpra´vu. Hodnotou
nastavenı´ audios je kolekce zpra´v, ktera´ mu˚zˇe obsahovat textove´ zpra´vy nebo reference
na audio nahra´vky.
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Hodnotou nastavenı´ bargein definujeme, zda je mozˇne´ zpra´vu beˇhem prˇehra´va´nı´
prˇerusˇit stiskem kla´vesy nebo hlasovy´m vstupem. Vy´chozı´ hodnotou tohoto nastavenı´
je true. Hodnota true povoluje prˇerusˇenı´ prˇehra´va´nı´ zpra´vy. Pokud chceme uzˇivatele
donutit, aby si musel zpra´vu vyslechnout celou, tak nastavı´me hodnotu false.
Nastavenı´m bargeinType blı´zˇe specifikujeme zpu˚sob, jaky´m je mozˇne´ prˇehra´va´nı´
zpra´vy prˇerusˇit. Hodnotou nastavenı´ mu˚zˇe by´t speech nebo hotword.
Nastavenı´ language zprostrˇedkova´va´ TTS modulu informaci o jazyku, v jake´m ma´
by´t zpra´va interpretova´na. Pokud nenı´ hodnota specifikova´na, prˇebı´ra´ se hodnota, kterou
ma´ nastavena IVR platforma.
Nastavenı´m timeout mu˚zˇeme specifikovat cˇasovou prodlevu, po kterou bude VXML
interpretr cˇekat na odezvu od uzˇivatele. Hodnotou je cˇı´slo uda´vajı´cı´ tuto prodlevu ve
vterˇina´ch. Toto nastavenı´ ma´ smysl specifikovat v prˇı´padeˇ, kdy definujeme zpra´vu, ktera´
bude prˇedcha´zet uzˇivatelske´mu vstupu.
6.2.2.6 Trˇı´da Say Tato trˇı´da je odvozena ze trˇı´dy VoiceModel a implementuje tedy
konkre´tnı´ hlasovy´ model. Prostrˇednictvı´m tohoto hlasove´ho modelu sdeˇlujeme uzˇivateli
neˇjakou zpra´vu. Zpu˚soby vytvorˇenı´ instance te´to trˇı´dy jsou uka´za´ny ve vy´pise 8.
1 var simpleSay = new Say(’This is message.’);
2
3 var sayWithSettings = new Say({
4 prompt: ’This is message.’,
5 // nebo
6 prompt: new Prompt({
7 text: ’This is message.’,
8 bargein: false
9 })
10 });
Vy´pis 8: Vytvorˇenı´ instance trˇı´dy Say
Trˇı´da Say interneˇ obsahuje instanci trˇı´dy Prompt a nastavuje hodnoty neˇktery´m
zdeˇdeˇny´m vlastnostem z trˇı´dy VoiceModel.
Uka´zka vytvorˇenı´ stavu, ktery´ obsahuje hlasovy´ model tohoto typu, je videˇt ve vy´pise
zdrojove´ho ko´du uka´zkove´ aplikace na rˇa´dku cˇı´slo 11.
Ve vy´pise 9 je uka´zka VXML ko´du, ktery´ pro takovy´ stav aplikace automaticky vy-
generuje.
1 <?xml version="1.0" encoding="UTF-8"?>
2 <vxml version="2.1">
3 <var name="event" expr="’continue’" />
4 <var name="sessionid" expr="’28’" />
5
6 <form id="greeting">
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7 <block>
8 <prompt>Welcome to menu example.</prompt>
9 <submit next="/menu-example/stateMachine" namelist="
↩→ event sessionid" />
10 </block>
11 </form>
12 </vxml>
Vy´pis 9: Ko´d vygenerovany´ pro stav s hlasovy´m modelem Say
6.2.2.7 Trˇı´da Exit Trˇı´da Exit implementuje hlasovy´ model, ktery´ uzˇivateli prˇehraje
zpra´vu a pote´ ukoncˇı´ prova´deˇnı´ aplikace a dojde tak k zaveˇsˇenı´ hovoru.
Nejjednodusˇsˇı´ uka´zka vytvorˇenı´ instance te´to trˇı´dy je uvedena ve zdrojove´m ko´du
uka´zkove´ aplikace na rˇa´dcı´ch 14, 17, 20 a 23. Na teˇchto rˇa´dcı´ch je uveden ko´d, ktery´
vytva´rˇı´ konecˇne´ stavy aplikace. Prˇi vstupu do takove´ho stavu dojde k prezentaci zpra´vy a
na´sledne´mu zaveˇsˇenı´ hovoru.
Ve vy´pise 10 je uvedena uka´zka VXML ko´du, ktery´ je pro takovy´ stav aplikacı´ auto-
maticky vygenerova´n.
1 <?xml version="1.0" encoding="UTF-8"?>
2 <vxml version="2.1">
3 <form id="optionOne">
4 <block>
5 <prompt>You selected option one.</prompt>
6 <exit />
7 </block>
8 </form>
9 </vxml>
Vy´pis 10: Ko´d vygenerovany´ pro stav s hlasovy´m modelem Exit
6.2.2.8 Trˇı´da Record Tato trˇı´da implementuje typ hlasove´ho modelu, ktery´ slouzˇı´ k
zaznamena´nı´ vstupu uzˇivatele v podobeˇ audio nahra´vky. Uzˇivateli je nejdrˇı´ve prˇehra´na
zpra´va, ktera´ ho vyzy´va´ k zada´nı´ vstupu a pote´ docha´zı´ ke spusˇteˇnı´ nahra´va´nı´. Konec
nahra´va´nı´ uzˇivatel indikuje stiskem kla´vesy #.
Porˇı´zenı´ zvukove´ nahra´vky ma´ v kompetenci IVR platforma a musı´ tedy tuto funkcional-
itu podporovat. Nutno podotknout, zˇe tuto funkcionalitu nepodporuje IVR platforma
VoiceGlue.
Jelikozˇ pra´ce s tı´mto hlasovy´m modelem nenı´ demonstrova´na ve zdrojovy´m ko´du
uka´zkove´ aplikace, tak ve vy´pise 11 uva´dı´m uka´zku zdrojove´ho ko´du, ktery´ vytva´rˇı´
stav, jehozˇ hlasovy´m modelem je instance te´to trˇı´dy. V uka´zce jsou demonstrova´ny dva
zpu˚soby zavola´nı´ konstruktoru.
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Prvnı´ vola´nı´ spocˇı´va´ v prˇeda´nı´ jednoho parametru. Tento parametr mu˚zˇe by´t textovy´
rˇeteˇzec zpra´vy nebo instance typu Prompt. Z uka´zky je da´le videˇt zpu˚sob, jaky´m je
mozˇne´ nahra´vku ulozˇit na disk.
Druhe´ vola´nı´ take´ prˇebı´ra´ jeden parametr. Hodnotou je objekt, ktery´ obsahuje jed-
notliva´ nastavenı´.
Nastavenı´ prompt je zpra´va, ktera´ bude uzˇivateli prˇedlozˇena.
Nastavenı´ maxTime nastavuje maxima´lnı´ de´lku nahra´vky ve vterˇina´ch. Vy´chozı´
hodnotou tohoto nastavenı´ je 60 (s), tedy jedna minuta.
Nastavenı´ beep uda´va´, zda ma´ po prˇehra´nı´ zpra´vy dojı´t k prˇehra´nı´ pı´pnutı´, ktere´
indikuje zacˇa´tek procesu nahra´va´nı´. Ve vy´chozı´m stavu je toto nastavenı´ zapnuto.
Dalsˇı´m nastavenı´m je finalSilence. Tı´mto nastavenı´m mu˚zˇeme nadefinovat dobu
v milisekunda´ch, po kterou musı´ uzˇivatel vydrzˇet tisˇe, aby tuto pauzu VXML interpretr
vyhodnotil jako konec zada´nı´ uzˇivatelova vstupu a ukoncˇil tak proces nahra´va´nı´. Vy´chozı´
hodnotou tohoto nastavenı´ je 2500 (ms).
Poslednı´m mozˇny´m nastavenı´m je type. Hodnotou tohoto nastavenı´ uda´va´me MIME
typ nahrane´ho souboru. Pod tı´mto MIME typem bude audio nahra´vka odesla´na serveru15.
Vy´chozı´ hodnotou je audio/wav.
1 var recording =
2 new vxml.Record(’Record your message after the beep.’);
3
4 // NEBO
5
6 var recording =
7 new vxml.Record({
8 prompt: ’Record your message after the beep.’,
9 maxTime: 60,
10 beep: true,
11 finalSilence: ’2500ms’,
12 type: ’audio/wav’
13 });
14
15 var recordingState = vxml.State.create(’getRecording’,
↩→ recording)
16 .addOnExitAction(function* (cf, state, event) {
17 var recordingDataBuffer = event.data;
18 var path = __dirname + ’/recordings/recording.wav’;
19
20 yield writeFile(recordingDataBuffer, path);
21 });
Vy´pis 11: Vytvorˇenı´ stavu s hlasovy´m modelem Record
15Konkre´tneˇ je hodnota MIME typu prˇı´tomna v hlavicˇce Content-Type pozˇadavku.
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Ve vy´pise 12 je pro prˇedstavu uveden VXML ko´d, ktery´ aplikace pro takovy´ stav
automaticky vygeneruje.
1 <?xml version="1.0" encoding="utf-8" ?>
2 <vxml version="2.1">
3 <var name="event" expr="’continue’"></var>
4 <var name="sessionid" expr="’28’"></var>
5
6 <form id="getRecording">
7 <record name="callersMessage" beep="true" maxtime="60s"
8 finalsilence="2500ms" type="audio/wav">
9 <prompt>Record your message after the beep.</prompt>
10 </record>
11
12 <filled>
13 <submit expr="’/app/saveRecording?event=’ + event +
↩→ ’&amp;sessionid=’ + sessionid" method="post"
↩→ namelist="callersMessage" enctype="multipart/
↩→ form-data"/>
14 </filled>
15 </form>
16 </vxml>
Vy´pis 12: Ko´d vygenerovany´ pro stav s hlasovy´m modelem Record
6.2.2.9 Trˇı´da Ask Trˇı´da Ask prˇedstavuje hlasovy´ model, ktery´ slouzˇı´ k zajisˇteˇnı´ vstupu
od uzˇivatele. Cˇa´stecˇneˇ je tato trˇı´da podobna´ trˇı´deˇ Say. S touto trˇı´dou ma´ spolecˇne´ to, zˇe
uzˇivateli prˇedkla´da´ neˇjakou zpra´vu - interneˇ tedy take´ pracuje s instancı´ trˇı´dy Prompt.
Jelikozˇ tento hlasovy´ model zajisˇtˇuje uzˇivatelsky´ vstup, je potrˇeba mı´t k dispozici
mechanismus, pomocı´ ktere´ho bychom byli schopni popsat, jak majı´ hodnoty na vstupu
vypadat. Trˇı´da interneˇ vyuzˇı´va´ pro tento u´cˇel gramatiky, ktere´ byly prˇedstaveny v kapitole
2.4.
Pro u´cˇely definice teˇchto gramatik je vyuzˇito neˇkolika trˇı´d, ktery´m se budu podrobneˇji
veˇnovat v dalsˇı´ch cˇa´stech textu. Ve strucˇnosti zde jen uvedu, zˇe ma´me k dispozici trˇı´du
BuiltinGrammar pro definici vestaveˇny´ch gramatik, trˇı´du Grammar pro definici DTMF
a hlasovy´ch gramatik, a trˇı´du Choices, ktera´ slouzˇı´ k definici smı´sˇeny´ch hlasovy´ch a
DTMF gramatik.
Ve vy´pise 5 se zdrojovy´m ko´dem uka´zkove´ aplikace je na rˇa´dku 26 uveden ko´d, ktery´
vytva´rˇı´ stav, jehozˇ hlasovy´m modelem je pra´veˇ instance trˇı´dy Ask. Z ko´du je patrne´,
zˇe konstruktor trˇı´dy prˇijı´ma´ jeden objekt. Tento objekt musı´ definovat minima´lneˇ dveˇ
povinna´ nastavenı´.
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Jedno z teˇchto nastavenı´ je prompt, ktere´ slouzˇı´ k definici prˇedkla´dane´ zpra´vy. Tato
zpra´va by meˇla uzˇivatele informovat o tom, jake´ jsou prˇı´pustne´ hodnoty pro vstup. Typem
tohoto nastavenı´ je budˇ rˇeteˇzec nebo instance trˇı´dy Prompt.
Dalsˇı´m povinny´m nastavenı´m, ktere´ musı´me prˇi konstrukci objektu uve´st, je nastavenı´
grammar. Toto nastavenı´ prˇebı´ra´ instanci trˇı´dy, ktera´ definuje prˇı´pustne´ hodnoty pro
vstup.
Prˇi vytva´rˇenı´ instance mu˚zˇeme volitelneˇ nastavit zpra´vy, ktere´ se uzˇivateli prˇedlozˇı´ v
situacı´ch, kdy nedosˇlo k zada´nı´ ocˇeka´vane´ho vstupu.
Pomocı´ nastavenı´ noInputPrompts mu˚zˇeme nastavit zneˇnı´ zpra´vy, ktera´ bude
uzˇivateli prˇehra´na v situaci, kdy nedosˇlo k zada´nı´ zˇa´dne´ho vstupu.
Nastavenı´m noMatchPrompts definujeme zpra´vu, ktera´ se uzˇivateli prˇehraje v mo-
menteˇ, kdy byl neˇjaky´ vstup zada´n, ale nejedna´ se o validnı´ vstup popsany´ gramatikou.
Obeˇ tyto nastavenı´ jsou typu pole a mu˚zˇou tedy obsahovat vı´ce zpra´v pro kazˇdy´ typ
nastavenı´.
Pokud je definova´na jen jedna zpra´va, dojde k prˇehra´nı´ te´to zpra´vy a na´sledneˇ dojde k
vyvola´nı´ uda´losti noinput, resp. nomatch. Na tyto uda´losti mu˚zˇe aplikace da´le reagovat
naprˇ. prˇechodem do chybne´ho stavu.
Pokud je hodnotou nastavenı´ pole vı´ce zpra´v, tak zpracova´nı´ funguje na´sledovneˇ. Po
prvnı´m neu´speˇsˇne´m zada´nı´ vstupu dojde k prˇehra´nı´ prvnı´ zpra´vy. Pote´ po kazˇde´m dalsˇı´m
sˇpatne´m zada´nı´ dojde k prˇehra´nı´ dalsˇı´ zpra´vy v porˇadı´. Tohoto se da´ vyuzˇı´t naprˇı´klad k
postupne´mu prˇehra´va´nı´ podrobneˇjsˇı´ch informacı´.
Pro stav, ktery´ ma´ jako hlasovy´ model uvedenu instanci trˇı´dy Ask, aplikace automat-
icky vygeneruje VXML ko´d, ktery´ je prˇedmeˇtem vy´pisu 13.
1 <?xml version="1.0" encoding="UTF-8"?>
2 <vxml version="2.1">
3 <var name="event" expr="’continue’" />
4 <var name="result" expr="" />
5 <var name="sessionid" expr="’28’" />
6
7 <form id="menu">
8 <field name="F_1" type="digits?length=1">
9 <prompt>Press one, two or three.</prompt>
10 </field>
11
12 <filled>
13 <assign name="result" expr="F_1.out || F_1" />
14 <submit next="/menu-example/stateMachine" namelist="
↩→ event result sessionid" />
15 </filled>
16
17 <noinput count="1">
18 <assign name="event" expr="’noinput’" />
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19 <submit next="/menu-example/stateMachine" namelist="
↩→ event result sessionid" />
20 </noinput>
21
22 <nomatch count="1">
23 <assign name="event" expr="’nomatch’" />
24 <submit next="/menu-example/stateMachine" namelist="
↩→ event result sessionid" />
25 </nomatch>
26 </form>
27 </vxml>
Vy´pis 13: Ko´d vygenerovany´ pro stav s hlasovy´m modelem Ask
6.2.2.10 Trˇı´da Grammar Prostrˇednictvı´m instancı´ te´to trˇı´dy definujeme hlasove´ nebo
DTMF gramatiky. V podstateˇ se jedna´ o abstrakci nad VXML elementem <grammar>,
ktery´ byl prˇedstaven v kapitole 2.4.
Tato trˇı´da je u´zce spjata s trˇı´dou Ask, ktera´ tuto trˇı´du vyuzˇı´va´ k definici prˇı´pustny´ch vs-
tupnı´ch dat. Pomocı´ te´to trˇı´dy lze specifikovat pouze gramatiky, ktere´ definujı´ uzˇivatelsky´
vstup jako vy´beˇr jedne´ polozˇky z prˇedem definovane´ konecˇne´ mnozˇiny.
Trˇı´da za´rovenˇ podporuje externı´ gramatiky, tedy gramatiky, jejichzˇ definice se nacha´zı´
v samostatne´m XML souboru.
Ve vy´pise 14 je videˇt zdrojovy´ ko´d, vytva´rˇejı´cı´ stav, jehozˇ u´kolem je nacˇı´st vstup od
uzˇivatele. Povolene´ hodnoty vstupu jsou definova´ny pomocı´ gramatiky. V uka´zce je da´le
videˇt zpu˚sob, jaky´m lze programoveˇ prˇistoupit k zadane´mu vstupu.
1 var yesNoGrammar = new Grammar({
2 mode: ’voice’,
3 items: [
4 { text: ’yes’, tag: ’yes’ },
5 { text: ’yeah’, tag: ’yes’ },
6 { text: ’ya’, tag: ’yes’ },
7 { text: ’no’, tag: ’no’ },
8 { text: ’nope’, tag: ’no’ }
9 ]
10 });
11
12 var getInput = new Ask({
13 prompt: ’Are you happy?’,
14 grammar: yesNoGrammar
15 });
16
17 var getInputState = vxml.State.create(’getInput’, getInput)
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18 .addOnExitAction(function* (cf, state, event) {
19 var answer = event.data;
20
21 if (answer == ’yes’) {
22 console.log(’You are happy.’);
23 }
24 else {
25 console.log(’You are not happy.’);
26 }
27 });
Vy´pis 14: Vytvorˇenı´ hlasove´ gramatiky
Na rˇa´dcı´ch 1 azˇ 10 docha´zı´ k vytvorˇenı´ instance gramatiky. Mu˚zˇeme si vsˇimnout,
zˇe konstruktor prˇebı´ra´ jeden parametr. Hodnotou tohoto parametru je objekt obsahujı´cı´
vesˇkera´ potrˇebna´ nastavenı´.
Prvnı´m uvedeny´m nastavenı´m je mode. Mozˇne´ hodnoty nastavenı´ jsou ”voice” nebo
”dtmf”. Tento u´daj specifikuje, zda vytva´rˇı´me hlasovou nebo DTMF gramatiku.
Dalsˇı´ nastavenı´ je items. Jedna´ se o pole polozˇek, kde kazˇda´ polozˇka obsahuje objekt
s vlastnostı´ text a tag. Vlastnost text definuje text, ktery´ se bude ASR modul snazˇit
rozpoznat. Pokud dojde k u´speˇsˇne´mu rozezna´nı´ tohoto textu, je z gramatiky vra´cena
na´vratova´ hodnota. Na´vratova´ hodnota je obsazˇena ve vlastnosti tag. S na´vratovou
hodnotou lze da´le pracovat. Lze ji naprˇı´klad ulozˇit do databa´ze nebo na za´kladeˇ te´to
hodnoty rozveˇtvit program. Vı´ce polozˇka´m mu˚zˇeme prˇirˇadit stejny´ tag.
Definice DTMF gramatiky by vypadala analogicky. Prˇi vytva´rˇenı´ instance bychom
pouze nastavili hodnotu nastavenı´ mode na ”dtmf”. Na´sledneˇ bychom v definici jed-
notlivy´ch polozˇek pole itemsmohli jako hodnoty vlastnosti text pouzˇı´t pouze na´sledujı´cı´
hodnoty: 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, *, #.
6.2.2.11 Trˇı´da BuiltinGrammar Tato trˇı´da prˇedstavuje vestaveˇne´ gramatiky. Ves-
taveˇne´ gramatiky se od klasicky´ch gramatik lisˇı´ zpu˚sobem, jaky´m jsou zapsa´ny ve
vy´sledne´m VXML ko´du. Standard VXML definuje sadu vestaveˇny´ch gramatik, ktere´
nenı´ v ko´du potrˇeba nijak da´le specifikovat. Stacˇı´ uve´st typ gramatiky a prˇı´padneˇ jejı´
parametry. Vestaveˇne´ gramatiky byly prˇedstaveny v kapitole 2.4.2.
Ve vy´pise 5 je na rˇa´dcı´ch 28-31 uka´za´n zpu˚sob, jaky´m lze vytvorˇit instanci te´to trˇı´dy.
6.2.2.12 Trˇı´da Choices Tuto trˇı´du je uzˇitecˇne´ pouzˇı´t v prˇı´padech, kdy chceme uzˇivateli
nabı´dnout mozˇnost zada´nı´ vstupu libovolnou metodou. Uzˇivatel mu˚zˇe zadat vstup po-
mocı´ hlasove´ volby nebo pomocı´ DTMF volby. Na za´kladeˇ popisu trˇı´da interneˇ vytvorˇı´
dveˇ instance trˇı´dy Grammar. Prvnı´ instance prˇedstavuje hlasovou gramatiku a druha´
instance prˇedstavuje DTMF gramatiku.
Ve vy´pise 15 se nacha´zı´ zdrojovy´ ko´d, ktery´ vytva´rˇı´ instanci kombinovane´ gramatiky
Choices.
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1 var yesNoChoices = new vxml.Choices([
2 {
3 items: [’yes’, ’ya’, ’dtmf-1’, ’dtmf-*’],
4 tag: ’yes’
5 },
6 {
7 items: [’no’, ’nope’, ’dtmf-2’, ’dtmf-#’],
8 tag: ’no’
9 }
10 ]);
11
12 var getInput = new Ask({
13 prompt: ’Are you happy?’,
14 grammar: yesNoChoices
15 });
16
17 // ... vytvoreni stavu a precteni vstupnich dat
Vy´pis 15: Vytvorˇenı´ kombinovane´ gramatiky Choices
Za´pis definice je hodneˇ podobny´ zpu˚sobu za´pisu, ktery´ se pouzˇı´va´ u definice gramatik
prostrˇednictvı´m trˇı´dy Grammar. Konstruktor trˇı´dy Choices prˇebı´ra´ jeden parametr a to
je pole polozˇek, kde kazˇda´ polozˇka obsahuje dveˇ vlastnosti. Prvnı´ vlastnost je items a
jedna´ se o pole rˇeteˇzcu˚. Jednotlive´ rˇeteˇzce specifikujı´ texty, ktere´ bude rozpozna´vat ASR
modul nebo ko´dy DMTF volby. Pokud chceme definovat polozˇku jako DMTF volbu, tak
ji musı´me prefixovat rˇeteˇzcem ”dtmf-”, naprˇ. tedy ”dtmf-1”. Vlastnost tag specifikuje
na´vratovou hodnotu z gramatiky.
6.2.2.13 Trˇı´da Audio Prostrˇednictvı´m te´to trˇı´dy lze vytva´rˇet reference na audio soubory,
ktere´ se dajı´ pouzˇı´t jako soucˇa´st zpra´vy uvnitrˇ kontejneru Prompt. Jedna´ se o abstrakci
nad VXML elementem <audio>.
Vytvorˇenı´ instance trˇı´dy je prˇı´mocˇare´. Ve vy´pise 16 je uveden ko´d, ktery´ vytva´rˇı´
instanci jako soucˇa´st definice zpra´vy.
1 var promptWithAudio = new Prompt([
2 new Audio(’/audio/welcome_message.wav’, ’Welcome’)
3 ]);
Vy´pis 16: Vytvorˇenı´ instance trˇı´dy Audio
Konstruktor te´to trˇı´dy prˇijı´ma´ dva parametry. Hodnotou prvnı´ho parametru je cesta
k audio souboru, ktery´ se ma´ prˇehra´t. Hodnota druhe´ho parametru specifikuje text,
ktery´ bude prˇehra´n TTS modulem v prˇı´padeˇ, zˇe se nepodarˇı´ specifikovany´ audio soubor
sta´hnout. Tento parametr nenı´ povinny´.
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Textova´ hodnota De´lka pauzy [s]
none 0
x-weak 0,35
weak 0,35
medium 0,7
strong 1
x-strong 1
Table 3: Textove´ hodnoty pro definici pauzy a prˇidruzˇeny´ch de´lek pauzy
6.2.2.14 Trˇı´da Silence Tato trˇı´da se vyuzˇı´va´ k vytvorˇenı´ pauzy mezi prˇehra´vany´mi
cˇa´stmi zpra´vy. Jedna´ se o abstrakci nad VXML elementem <break>.
Obsahem vy´pisu 17 je uka´zka zdrojove´ho ko´du, ktery´ demonstruje vytvorˇenı´ kra´tke´
pauzy mezi prˇehra´vany´mi cˇa´stmi zpra´vy. Z uka´zky je patrne´, zˇe je mozˇne´ de´lku pauzy
specifikovat vı´ce zpu˚soby. Jednı´m zpu˚sobem je pouzˇı´t jednu z definovany´ch textovy´ch
hodnot. V tabulce 3 uva´dı´m seznam hodnot, ktere´ lze pouzˇı´t. Soucˇasneˇ s teˇmito hodnotami
je v tabulce pro kazˇdou hodnotu uvedena prˇidruzˇena´ de´lka pauzy[24].
Pokud na´m pro definici de´lky pauzy nepostacˇujı´ textove´ hodnoty, mu˚zˇeme pauzu
vyja´drˇit ve vterˇina´ch nebo v milisekunda´ch.
Oba zpu˚soby definice pauzy jsou zna´zorneˇny ve vy´pise zdrojove´ho ko´du 17.
1 var promptWithSilence = new Prompt([
2 ’Hello’,
3 new Silence(’strong’),
4 ’my name is’,
5 new Silence(’200ms’),
6 ’Ondrej’,
7 new Silence(’1s’)
8 ]);
Vy´pis 17: Vytvorˇenı´ instance trˇı´dy Silence
6.2.2.15 Trˇı´da SayAs Tato trˇı´da je abstrakcı´ nad VXML elementem <say-as>. Umozˇnˇuje
nadefinovat zpu˚sob, jaky´m bude text interpretova´n TTS modulem. Tı´mto zpu˚sobem
mu˚zˇeme TTS modul instruovat naprˇı´klad o tom, aby cˇı´slo 1234 neinterpretoval jako sou-
visle´ cˇı´slo, ale aby vy´sledkem byla postupna´ interpretace jednotlivy´ch cˇı´slic, tedy 1, 2, 3, 4.
Ve vy´pise 18 je demonstrova´no pouzˇitı´ trˇı´dy SayAs.
1 var promptWithSayAs = new Prompt([
2 ’Your PIN is ’,
3 new SayAs(’1234’, ’digits’)
4 ]);
Vy´pis 18: Vytvorˇenı´ instance trˇı´dy SayAs
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Konstruktor trˇı´dy prˇebı´ra´ dva parametry. Hodnotou prvnı´ho parametru je text, ktery´
se ma´ interpretovat, druhy´ parametr uda´va´ typ interpretace. Du˚lezˇite´ je upozornit na
to, zˇe je tato funkcionalita za´visla´ na pouzˇite´m TTS modulu a neˇktere´ typy interpretacı´
nemusı´ by´t dostupne´. V na´sledujı´cı´m seznamu uva´dı´m typy interpretacı´, ktere´ by meˇly
by´t podporova´ny TTS modulem, ktery´ je soucˇa´stı´ IVR platformy Voxeo Prophecy[24]:
• time
• boolean
• date
• digits
• currency
• number
• phone
6.2.2.16 Trˇı´da Var Instance te´to trˇı´dy slouzˇı´ jako za´stupne´ objekty pro hodnoty, ktere´
nejsou zna´my v dobeˇ registrace stavu˚ do kontejneru. Typicky se jedna´ o primitivnı´
hodnoty, ktere´ se v JavaScriptu prˇeda´vajı´ hodnotou. Na primitivnı´ hodnotu nenı´ mozˇne´
zı´skat referenci, a proto je potrˇeba takovou hodnotu zabalit do za´stupne´ho objektu.
Ve vy´pise 19 je demonstrova´na situace, kdy je pouzˇitı´ za´stupne´ho objektu nevyh-
nutelne´.
1 var GetAgeCallFlow = CallFlow.extend({
2 constructor: function () {
3 // zavolani konstruktoru bazove tridy
4 GetAgeCallFlow.super.call(this);
5
6 // tato hodnota neni dostupna dokud nedojde k pruchodu
↩→ prvnim stavem
7 this._age = null;
8 },
9
10 create: function* () {
11 var getInputModel = new Ask({
12 prompt: ’Enter your age.’,
13 grammar: new BuiltinGrammar({
14 type: ’digits’, minLength: 1
15 })
16 });
17
18 var confirmInputModel = new Say([
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19 ’You are ’,
20 new Var(this, ’_age’),
21 ’ years old.’
22 ]);
23
24 var confirmInputState =
25 State.create(’confirmInput’, confirmInputModel);
26
27 var getInputState = State.create(’getInput’,
↩→ getInputModel)
28 .addTransition(’continue’, confirmInputState);
29 .addOnExitAction(function* (cf, state, event) {
30 // ulozeni vstupu do vlastnosti _age
31 cf._age = event.data;
32 });
33
34 this
35 .addState(getInputState)
36 .addState(confirmInputState);
37 }
38 });
Vy´pis 19: Pouzˇitı´ za´stupne´ho objektu Var
Vy´sˇe uvedeny´ ko´d vytva´rˇı´ flow aplikace, ktere´ se skla´da´ ze dvou stavu˚. Prvnı´ stav
slouzˇı´ k zjisˇteˇnı´ veˇku uzˇivatele. Druhy´ stav slouzˇı´ k zobrazenı´ sdeˇlenı´ o zadane´m
veˇku. A proto potrˇebuje hlasovy´ model druhe´ho stavu referencovat hodnotou vlast-
nosti this. age. Tato hodnota ale nenı´ ve fa´zi vytva´rˇenı´ flow dostupna´. Hodnota bude
dostupna´ azˇ v momenteˇ, kdy dojde k pru˚chodu prvnı´m stavem. Z tohoto du˚vodu chybeˇjı´cı´
hodnotu zastupuje za´stupny´ objekt reprezentovany´ instancı´ trˇı´dy Var (viz rˇa´dek 20).
Konstruktor te´to trˇı´dy prˇijı´ma´ dva parametry. Hodnotou prvnı´ho parametru je kontext.
Kontext prˇedstavuje objekt, ze ktere´ho se bude cˇı´st vlastnost specifikovana´ druhy´m
parametrem konstruktoru. V tomto prˇı´padeˇ je typem druhe´ho parametru rˇeteˇzec.
V neˇktery´ch prˇı´padech mu˚zˇe by´t vhodneˇjsˇı´ prˇedat funkci jako hodnotu druhe´ho
parametru. Tato funkce mu˚zˇe obsahovat naprˇı´klad neˇjakou forma´tovacı´ logiku (viz vy´pis
20).
1 // uvnitr metody create
2 // predpokladame existanci instancni vlastnosti _age
3 var confirmInputModel = new Say([
4 ’You are ’,
5 new Var(this, function () {
6 if (this._age > 25) {
7 return ’so many’;
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8 }
9 else {
10 return this._age;
11 }
12 }),
13 ’ years old.’
14 ]);
Vy´pis 20: Pouzˇitı´ za´stupne´ho objektu Var s funkcˇnı´m parametrem
Trˇı´da definuje metodu getValue. Tato metoda je zavola´na v momenteˇ, kdy je potrˇeba
vyhodnotit skutecˇnou hodnotu za´stupne´ho objektu.
Pokud byla jako druhy´ parametr vola´nı´ konstruktoru prˇeda´na funkce, tak dojde k
zavola´nı´ te´to funkce v kontextu16, ktery´ byl specifikova´n prvnı´m parametrem. Na´vratova´
hodnota te´to funkce potom prˇedstavuje hodnotu za´stupne´ho objektu.
Pokud byl hodnotou druhe´ho argumentu rˇeteˇzec, pak dojde k nalezenı´ pojmenovane´
vlastnosti v ra´mci specifikovane´ho kontextu.
6.2.3 Popis implementace vybrany´ch cˇa´stı´ hlasove´ho porta´lu
V prˇedchozı´ kapitole jsme zı´skali detailnı´ informace o strukturˇe a fungova´nı´ navrzˇene´
knihovny.
V te´to kapitole se opeˇt vra´tı´m k hlasove´mu porta´lu rezervacˇnı´ho syste´mu a zameˇrˇı´m
se zde na popis vybrany´ch komponent, ktere´ jsou neˇjaky´m zpu˚sobem zajı´mave´ a stojı´ za
to zmı´nit se o nich podrobneˇji.
Vsˇechny tyto popisovane´ komponenty jsou navrzˇeny s ohledem na znovupouzˇitelnost
ko´du. Principu znovupouzˇitelnosti se dosahuje zaregistrova´nı´m instance komponenty
jako sady vnorˇeny´ch stavu˚ (viz kapitola 6.2.2.3).
6.2.3.1 Komponenta pro zada´nı´ data Tato komponenta slouzˇı´ k zada´nı´ data pomocı´
DTMF volby. V aplikaci hlasove´ho porta´lu se tato komponenta pouzˇı´va´ v menu pro
filtrova´nı´ seznamu letu˚. Prostrˇednictvı´m te´to komponenty je uzˇivatel vyzva´n k zada´nı´
pozˇadovane´ho data odletu, resp. prˇı´letu.
Obra´zek 10 zna´zornˇuje strukturu te´to komponenty formou stavove´ho diagramu. V
aplikaci je tato komponenta reprezentova´na trˇı´dou GetDateDtmfFlow.
Prvnı´ stav getDate uzˇivateli prˇedkla´da´ zpra´vu o tom, zˇe se od neˇj ocˇeka´va´ zada´nı´
data formou osmi cˇı´slic ve forma´tu ddmmyyyy. Prostrˇednictvı´m hodnoty parametru
prˇedane´ do konstruktoru je mozˇne´ pro kazˇdou instanci te´to komponenty nastavit ru˚zny´
text te´to zpra´vy. Komponenta zu˚sta´va´ v tomto stavu, dokud nedojde k zada´nı´ vstupu v
pozˇadovane´m forma´tu.
Pokud dosˇlo k zada´nı´ vstupu v pozˇadovane´m forma´tu (8 cˇı´slic), tak zpracova´nı´
prˇecha´zı´ do druhe´ho stavu validateDate. Tento stav ma´ za u´kol oveˇrˇit, zda je zadany´
16V JavaScriptu mu˚zˇe by´t funkce zavola´na v kontextu, ktery´ mu˚zˇe by´t programoveˇ nastaven na specificky´
objekt. Reference this uvnitrˇ funkce pote´ ukazuje na tento nastaveny´ objekt (kontext).
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Obra´zek 10: Struktura komponenty pro zada´nı´ data
vstup validnı´m datem. Oveˇrˇuje se naprˇ. zda zadany´ den neprˇesahuje za poslednı´ den v
dane´m meˇsı´ci. Toto oveˇrˇenı´ bere v u´vahu i prˇestupny´ rok.
Pokud zadany´ vstup neprosˇel vsˇemi validacˇnı´mi pravidly, docha´zı´ k vyvola´nı´ uda´losti
error a zpracova´nı´ tak prˇecha´zı´ do stavu invalidDate. Hlasovy´ model tohoto stavu
uzˇivatele informuje o tom, zˇe zadal neplatny´ vstup. Po prˇehra´nı´ te´to informace uzˇivatel
automaticky prˇecha´zı´ do prvnı´ho stavu getDate, kde je vyzva´n k opakovane´mu zada´nı´.
V prˇı´padeˇ, zˇe dosˇlo k zada´nı´ validnı´ho data, provede se prˇechod ze stavu validateDate
do stavu confirmDate. Tento stav uzˇivateli zrekapituluje zadane´ datum a prˇecha´zı´ do
konecˇne´ho stavu, kde zˇivotnı´ cyklus komponenty koncˇı´.
Komponenta implementuje verˇejnou metodu getDate. Tato metoda vracı´ prostrˇednictvı´m
na´vratove´ hodnoty zadane´ datum. Metoda je typicky vola´na v ra´mci akce onExitAction
definovane´ na stavu, jehozˇ je komponenta soucˇa´stı´.
6.2.3.2 Komponenta pro zada´nı´ textove´ho vstupu Na obra´zku 11 je zna´zorneˇna
struktura komponenty slouzˇı´cı´ pro zı´ska´nı´ textove´ho vstupu pomocı´ DTMF volby. Vstup
se zada´va´ stejny´m zpu˚sobem jako se na mobilnı´m telefonu s kla´vesnicı´ pı´sˇe SMS zpra´va.
Struktura komponenty je velmi jednoducha´. Skla´da´ se pouze z jednoho stavu askForInput.
Tento stav uzˇivateli prˇehraje zpra´vu, prostrˇednictvı´m ktere´ uzˇivatele vyzve k zada´nı´ textu.
Text te´to zpra´vy je konfigurovatelny´ parametrem, ktery´ se prˇeda´va´ konstruktoru trˇı´dy.
Stav pote´ ocˇeka´va´ zada´nı´ vstupu. Konec zada´va´nı´ vstupu se komponenteˇ indikuje kra´tkou
neaktivitou nebo stisknutı´m kla´vesy #.
Zpracova´nı´ vstupu probı´ha´ ve funkci, ktera´ je zaregistrovana´ pro akci onExitAction
(viz 6.2.2.3). Implementace te´to funkce spocˇı´va´ v prˇevedenı´ vstupnı´ cˇı´selne´ sekvence
na textovy´ forma´t. Prˇevod se rˇı´dı´ mapova´nı´m, ktere´ je zna´zorneˇno v tabulce 4. Naprˇ.
na´sledujı´cı´ sekvence 2446665 je prˇevedena na rˇeteˇzec ”ahoj”.
V tabulce si mu˚zˇeme vsˇimnout specia´lnı´ho vy´znamu kla´vesy 0 (skipchar). Tato kla´vesa
slouzˇı´ k ukoncˇenı´ zada´va´nı´ znaku a prˇesunu na zada´nı´ dalsˇı´ho znaku.
Stisk te´to kla´vesy nenı´ nutny´ v prˇı´padech, kdy zada´va´me dva za sebou jdoucı´ znaky,
ktere´ jsou namapova´ny na stisky ru˚zny´ch kla´ves.
64
Kla´vesa cˇ. 1. stisk 2. stisk 3. stisk 4. stisk 5. stisk
0 skipchar - - - -
1 1 - - -
2 a b c 2 -
3 d e f 3 -
4 g h i 4 -
5 j k l 5 -
6 m n o 6 -
7 p q r s 7
8 t u v 8 -
9 w x y z 9
Table 4: Mapova´nı´ stisku˚ kla´ves na znaky
Obra´zek 11: Struktura komponenty pro zada´nı´ textove´ho vstupu
Stisk kla´vesy 0 je nutny´, pokud potrˇebujeme zadat dva po sobeˇ jdoucı´ znaky, kdy
kazˇdy´ z nich je namapova´n na stejnou kla´vesu. Pokud bychom naprˇ. potrˇebovali zadat
textovy´ rˇeteˇzec ”abc”, museli bychom ho zadat pomocı´ sekvence 20220222.
Trˇı´da GetTextInputDtmfFlow implementujı´cı´ tuto komponentu vystavuje verˇejnou
metodu getInput. Metoda vracı´ zadany´ vstup prˇevedeny´ do textove´ podoby.
Tato komponenta typicky by´va´ soucˇa´stı´ jine´ komplexneˇjsˇı´ komponenty. Jedna takova´
komponenta je popsa´na v na´sledujı´cı´m textu.
6.2.3.3 Komponenta pro zvolenı´ destinace letu Struktura te´to komponenty je zna´zorneˇna
v diagrumu 12. Komponenta je implementova´na trˇı´dou GetDestinationFlow.
U´kolem komponenty je vyhleda´nı´ destinace a na´sledne´ zvolenı´ vy´beˇru z vyhledane´ho
seznamu. Tato komponenta je soucˇa´stı´ filtru letu˚ a slouzˇı´ k zada´nı´ odletove´, resp. prˇı´letove´
destinace.
Stav getInput uzˇivatele vyzve k zada´nı´ rˇeteˇzce na jehozˇ za´kladeˇ se provede vyhleda´nı´
destinacı´. Tento stav obsahuje komponentu, ktera´ tento vstup zajisˇtˇuje (komponenta byla
popsa´na v kapitole 6.2.3.2).
V momenteˇ, kdy ma´me k dispozici zadany´ vstup, prˇecha´zı´ zpracova´nı´ do stavu
showInput. V tomto stavu je uzˇivateli prˇehra´n text, ktery´ byl zada´n. Na´sleduje dotaz,
zda zadany´ vstup odpovı´da´ tomu, co uzˇivatel zamy´sˇlel. Na´sledneˇ uzˇivatel mu˚zˇe zadany´
vstup potvrdit stiskem kla´vesy 1 nebo odmı´tnout stiskem kla´vesy 2.
Pokud uzˇivatel zadany´ vstup odmı´tne, vracı´ se prova´deˇnı´ do stavu getInput, kde ma´
uzˇivatel mozˇnost prove´st nove´ zada´nı´.
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Obra´zek 12: Struktura komponenty pro zvolenı´ destinace
V momenteˇ, kdy uzˇivatel zadany´ vstup potvrdı´ stiskem kla´vesy 1, prˇecha´zı´ prova´deˇnı´
do stavu destinationSelection. Tento stav obsahuje komponentu DestinationSelec-
tionFlow, ktera´ tvorˇı´ vnitrˇnı´ stavy tohoto stavu.
Komponenta prˇedstavuje seznam vyhledany´ch destinacı´ na za´kladeˇ vyhleda´vacı´ho
rˇeteˇzce. Seznam vyhledany´ch destinacı´ dosta´va´ komponenta k dispozici prostrˇednictvı´m
reference, ktera´ je prˇeda´na hodnotou parametru do konstruktoru. Struktura te´to kom-
ponenty je zobrazena na obra´zku 13. Z diagramu je patrne´, zˇe struktura komponenty je
za´visla´ na pocˇtu vyhledany´ch destinacı´ a mu˚zˇe mı´t dveˇ podoby.
Pokud na za´kladeˇ vyhleda´vacı´ho rˇeteˇzce nedosˇlo k nalezenı´ zˇa´dne´ destinace, tak
komponenta obsahuje pouze jeden stav noItems. Tento stav, prostrˇednictvı´m sve´ho
hlasove´ho modelu, uzˇivateli sdeˇlı´, zˇe zˇa´dne´ destinace nebyly nalezeny. Na´sledneˇ se
provede prˇechod do konecˇne´ho stavu, kde zpracova´nı´ koncˇı´.
Pokud bylo nalezeno n destinacı´ a n > 0, dojde k vytvorˇenı´ n stavu˚. Pro kazˇdou z
nalezeny´ch destinacı´ je vytvorˇen jeden stav. Kazˇdy´ tento stav uzˇivateli prˇehraje na´zev des-
tinace. Vsˇechny tyto stavy jsou propojeny do rˇeteˇzu, ktery´m je mozˇne´ se pohybovat vprˇed
a vzad, tedy prˇecha´zet do prˇedchozı´ho a na´sledujı´cı´ho stavu. Tomuto rˇeteˇzu prˇedcha´zı´
stav totalItems, ktery´ uzˇivatele informuje o celkove´m pocˇtu nalezeny´ch destinacı´ a o
mozˇnostech navigace mezi teˇmito za´znamy.
Navigace je zalozˇena na DTMF volbeˇ. K prˇechodu na prˇedchozı´ za´znam slouzˇı´ kla´vesa
2. Pokud potrˇebujeme prˇejı´t k na´sledujı´cı´mu za´znamu, mu˚zˇeme tak ucˇinit stisknutı´m
kla´vesy 3. Vy´beˇr aktua´lnı´ho za´znamu potvrzujeme stiskem kla´vesy 1. Stiskem te´to kla´vesy
se dosta´va´me do stavu selection.
Stav selection uzˇivatele informuje o zvolene´ destinaci. Na´sleduje prˇechod do konecˇne´ho
stavu, kde zpracova´nı´ koncˇı´.
Komponenta implementuje metodu getSelectedDestination, ktera´ slouzˇı´ k zı´ska´nı´
zvolene´ destinace. Tato metoda je typicky vola´na v ra´mci akce onExitAction definovane´
na stavu, jehozˇ je komponenta soucˇa´stı´.
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7 Konfigurace a zprovozneˇnı´ hlasove´ho porta´lu
V te´to kapitole popı´sˇi kroky vedoucı´ k u´speˇsˇne´ konfiguraci a zprovozneˇnı´ hlasove´ho
porta´lu na IVR platforma´ch Voxeo Prophecy a VoiceGlue.
7.1 Aplikacˇnı´ server
Abychom mohli prˇistoupit ke konfiguraci jednotlivy´ch IVR platforem, musı´me nejdrˇı´ve
nainstalovat a spustit aplikacˇnı´ server. Spusˇteˇnı´m aplikacˇnı´ho serveru dostaneme prˇı´stup
k webove´mu i hlasove´mu porta´lu rezervacˇnı´ho syste´mu. Na´sleduje popis instalace a
spusˇteˇnı´ aplikacˇnı´ho serveru v prostrˇedı´ operacˇnı´ho syste´mu Ubuntu.
Jak jizˇ bylo uvedeno, aplikacˇnı´ server je poha´neˇn technologiı´ Node.js (viz 5.2.3). Je
tedy nutne´, aby na stroji byl Node.js nainstalova´n. Popis instalace Node.js zde popisovat
nebudu, jen uvedu odkaz na oficia´lnı´ web[26], kde je mozˇne´ nale´zt instalacˇnı´ balı´ky.
Prˇı´ vy´beˇru instalacˇnı´ho balı´ku je nutne´ zvolit minima´lneˇ verzi v0.11.2. Od te´to verze je
soucˇa´stı´ Node.js implementace genera´toru˚17, ktere´ jsou nutne´ pro spusˇteˇnı´ serveru.
Dalsˇı´ prerekvizitou je instalace MongoDB databa´ze. Popis instalace pro Ubuntu je
detailneˇ popsa´n na te´to URL[25].
V momenteˇ, kdy ma´me vy´sˇe uvedene´ prerekvizity nainstalova´ny, mu˚zˇeme prˇejı´t k
instalaci modulu˚, na ktery´ch je beˇh aplikacˇnı´ho serveru za´visly´. Otevrˇeme si termina´l a
prˇepneme se do adresa´rˇe, kde ma´me rozbaleny´ archiv se zdrojovy´mi ko´dy aplikacˇnı´ho
serveru. Nynı´ mu˚zˇeme spustit na´sledujı´cı´ prˇı´kazy:
• npm install
• bower install
• npm install -g grunt-cli
Prvnı´ z vy´sˇe uvedeny´ch prˇı´kazu˚ instaluje moduly, na ktery´ch je za´visla´ serverova´
cˇa´st aplikace (naprˇ. Express.js). Druhy´ prˇı´kaz se postara´ o instalaci knihoven, ktere´ jsou
vyzˇadova´ny klientskou cˇa´stı´ aplikace (naprˇ. Angular.js). Poslednı´ prˇı´kaz instaluje CLI
na´stroje Grunt. Tento prˇı´kaz nenı´ nutne´ spousˇteˇt v prˇı´padeˇ, zˇe jizˇ ma´te Grunt na stroji
nainstalova´n.
Nynı´ bychom meˇli mı´t nainstalova´no vsˇe, co je pro spusˇteˇnı´ aplikacˇnı´ho serveru nutne´.
Jesˇteˇ nezˇ prˇistoupı´me k samotne´mu spusˇteˇnı´, bylo by vhodne´ v databa´zi vytvorˇit neˇjake´
testovacı´ za´znamy. Spustˇme proto na´sledujı´cı´ prˇı´kazy:
• grunt insertUsers
• grunt insertFlights
17Genera´tory jsou pouzˇity v ko´du VXML knihovny i aplikacˇnı´ho serveru pro prˇehledneˇjsˇı´ zpracova´nı´
asynchronnı´ch operacı´.
68
Tyto prˇı´kazy v databa´zi vytvorˇı´ za´znamy o dvou uzˇivatelı´ch, da´le vytvorˇı´ deset
za´znamu˚ o letech.
Nynı´ by na´m jizˇ nemeˇlo nic bra´nit ve spusˇteˇnı´ aplikacˇnı´ho serveru. Spusˇteˇnı´ provedeme
prˇı´kazem grunt. Pokud spusˇteˇnı´ probeˇhlo v porˇa´dku, tak bychom meˇli v termina´lu videˇt
vypsanou informaci o tom, zˇe aplikace byla spusˇteˇna a nasloucha´ na portu 9000.
Webovy´ porta´l je k dispozici na URL http://localhost:9000/flights. Po
zada´nı´ te´to URL do prohlı´zˇecˇe by se meˇlo zobrazit okno pro prˇihla´sˇenı´. Pro vyzkousˇenı´
prˇihla´sˇenı´ mu˚zˇeme zkusit zadat jako prˇihlasˇovacı´ jme´no a heslo rˇeteˇzec ”12345”.
Hlasovy´ porta´l je k dispozici na URL http://localhost:9000/vxml. Po zada´nı´
te´to URL do prohlı´zˇecˇe by se meˇla zobrazit chyba aplikace.
7.2 Voxeo Prophecy
Instalace a zprovozneˇnı´ te´to IVR platformy je jednoduche´. Vlastnosti te´to platformy byly
blı´zˇe prˇedstaveny v kapitole 2.2.1.
V na´sledujı´cı´ cˇa´sti nejdrˇı´ve popı´sˇi postup instalace a pote´ popı´sˇi jak prove´st konfiguraci
hlasove´ho porta´lu.
7.2.1 Instalace
Hned na zacˇa´tku je du˚lezˇite´ poznamenat, zˇe z linuxovy´ch distribucı´, Voxeo Prophecy
podporuje jen ty zalozˇene´ na RedHatu, naprˇ. tedy CentOS. Instalacˇnı´ balı´k sta´hneme
zada´nı´m na´sledujı´cı´ho prˇı´kazu do termina´lu:
wget "http://voxeo.com/wp-content/themes/voxeo/inc/prophecy13
download linux64 tts small.php"
Jakmile je soubor stazˇen, tak si zjistı´me na´zev stazˇene´ho souboru a na´sledujı´cı´m
prˇı´kazem spustı´me instalaci:
sh prophecy-13.0.5.20.74229-x64.bin -i console
Beˇhem instalace budeme vyzva´ni k potvrzenı´ neˇkolika informacı´. Pokud jsme na konci
instalace povolili automaticky´ start sluzˇeb, tak bychom meˇli mı´t po dokoncˇenı´ instalace
spusˇteˇny trˇi nove´ sluzˇby:
• vdirectory
• vprism
• vserver
Zda jsou sluzˇby spusˇteˇny mu˚zˇeme oveˇrˇit spusˇteˇnı´m prˇı´kazu ./prophecy status.
Tento prˇı´kaz je nutne´ spousˇteˇt z umı´steˇnı´, ve ktere´m ma´me Voxeo Prophecy nainstalovane´.
Pokud jsme prˇi instalaci nic nemeˇnili, tak se jedna´ o umı´steˇnı´ /opt/voxeo/prophecy.
Pokud sluzˇby spusˇteˇny nejsou, mu˚zˇeme je spustit prˇı´kazem ./prophecy start.
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7.2.2 Konfigurace
Nynı´ mu˚zˇeme prˇistoupit ke konfiguraci hlasove´ho porta´lu. Soucˇa´stı´ IVR Voxeo Prophecy
je webove´ konfiguracˇnı´ rozhranı´, pomocı´ ktere´ho konfiguraci provedeme.
Do tohoto rozhranı´ se dostaneme zada´nı´m na´sledujı´cı´ URL do internetove´ho prohlı´zˇecˇe
http://localhost:9996/ManagementConsole. Nynı´ bychom meˇli mı´t zobrazenu
stra´nku s prˇihlasˇovacı´m formula´rˇem. Prˇihla´sı´me se zada´nı´ rˇeteˇzce ”admin”, ktere´ slouzˇı´
jako prˇihlasˇovacı´ jme´no i heslo. Na obra´zku 14 je zobrazena stra´nka, na ktere´ provedeme
vytvorˇenı´ nove´ VXML aplikace. Po prˇihla´sˇenı´ je nutne´ vybrat v hornı´m menu vyznacˇenou
ikonku (1.). Tı´mto se dostaneme na stra´nku, kde provedeme vytvorˇenı´ nove´ aplikace.
Nynı´ klikneme na ikonku + (2.). Tı´mto se na´m ve spodnı´ cˇa´sti stra´nky otevrˇe formula´rˇ,
ktery´ je nutne´ vyplnit.
Do pole Name mu˚zˇeme vyplnit jaky´koliv text. Jedna´ se pouze o na´zev aplikace. Pole
Type specifikuje typ vytva´rˇene´ aplikace, vybereme hodnotu ”VXML”. Do pole URL1
vyplnı´me URL adresu, na ktere´ je spusˇteˇn hlasovy´ porta´l (viz 7.1). Ve vy´chozı´m stavu je
hlasovy´ porta´l spusˇteˇn na URL http://localhost:9000/vxml.
Poslednı´m krokem je vytvorˇenı´ adresy aplikace. Tuto adresu je nutne´ vyplnit, aby bylo
mozˇne´ se na aplikaci dovolat. Adresu vytvorˇı´me prˇida´nı´m nove´ho za´znamu do seznamu
ve spodnı´ cˇa´sti formula´rˇe. Mu˚zˇeme vyplnit naprˇ. rˇeteˇzec ”dp”. Zby´va´ vyplneˇne´ nastavenı´
ulozˇit. Toto provedeme stisknutı´m tlacˇı´tka Save (3.).
Nynı´ by meˇla by´t nasˇe aplikace vytvorˇena. Mu˚zˇeme tedy prove´st zkusˇebnı´ hovor.
Soucˇa´stı´ Voxeo Prophecy je testovacı´ SIP klient. Tento klient beˇzˇı´ v prostrˇedı´ prohlı´zˇecˇe
a dostaneme se k neˇmu zada´nı´m na´sledujı´cı´ URL do prohlı´zˇecˇe http://localhost:
9994/vphone/VPhoneClient/main.html. Po zada´nı´ te´to URL bychom meˇli videˇt
stra´nku, kde ma´me mozˇnost vyplnit SIP adresu nasˇı´ aplikace. Zada´me tedy sip:dp@localhost
a stiskneme tlacˇı´tko Dial. Pokud je vsˇe spra´vneˇ nastavene´, tak bychom meˇli za chvı´li
slysˇet uvı´tacı´ zpra´vu hlasove´ho porta´lu.
7.3 VoiceGlue
V te´to kapitole popı´sˇi instalaci a konfiguraci opensource IVR platformy VoiceGlue. Vlast-
nosti te´to platformy byly blı´zˇe prˇedstaveny v kapitole 2.2.2.
7.3.1 Instalace
Instalaci budeme prova´deˇt na stroji s operacˇnı´m syste´mem Ubuntu Server. Neˇzˇ prˇistoupı´me
k samotne´ instalaci IVR VoiceGlue, je trˇeba nainstalovat Asterisk. Vyzˇadova´na je minima´lneˇ
verze 1.6. Asterisk nainstalujeme zada´nı´m na´sledujı´cı´ prˇı´kazu do termina´lu:
sudo apt-get install asterisk
Na´sledujı´cı´m prˇı´kazem provedeme instalaci balı´ku˚, na ktery´ch VoiceGlue za´visı´:
sudo apt-get install libxerces-c2-dev xulrunner-dev flite
curl libssl-dev libbsd-resource-perl libmodule-build-perl
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Nynı´ se dosta´va´me k instalaci VoiceGlue. Prvnı´m krokem je zı´ska´nı´ zdrojovy´ch ko´du.
Zdrojove´ ko´dy sta´hneme zada´nı´m prˇı´kazu:
wget "http://github.com/voiceglue/voiceglue/tarball/0.14"
Po stazˇenı´ bychom meˇli mı´t dispozici archiv obsahujı´cı´ zdrojove´ ko´dy. Na´sledujı´cı´
prˇı´kazy provedou rozbalenı´ archivu, prˇepnutı´ do slozˇky s rozbaleny´m obsahem archivu a
spusˇteˇnı´ instalacˇnı´ho skriptu:
• tar -xzf 0.14
• cd voiceglue-voiceglue-b12c2a2
• sudo ./doc/install-voiceglue
Pokud instalace probeˇhla u´speˇsˇneˇ, meˇli bychom mı´t nainstalova´ne´ na´sledujı´cı´ trˇi nove´
sluzˇby:
• dynlog
• phoneglue
• voiceglue
Pokud si prˇejeme, aby se tyto sluzˇby spousˇteˇly automaticky po startu syste´mu,
mu˚zˇeme tak ucˇinit na´sledujı´cı´m prˇı´kazem:
for i in dynlog phoneglue voiceglue; do update-rc.d $i
defaults; done
Nainstalovane´ sluzˇby zatı´m spousˇteˇt nebudeme.
7.3.2 Konfigurace
Pokud ma´me vsˇe u´speˇsˇneˇ nainstalova´no, mu˚zˇeme prˇejı´t ke konfiguraci. Nejdrˇı´ve je nutne´
nakonfigurovat sluzˇbu phoneglue. Prostrˇednictvı´m te´to sluzˇby probı´ha´ komunikace mezi
Asteriskem a VoiceGlue. Potrˇebnou konfiguraci provedeme editacı´ souboru /etc/as-
terisk/manager.conf. Vy´pis 21 obsahuje ko´d, ktery´ je potrˇeba prˇidat na konec tohoto
souboru.
1 [phoneglue]
2 secret=phoneglue
3 read = system,call,log,verbose,command,agent,user,originate
4 write = system,call,log,verbose,command,agent,user,
↩→ originate
Vy´pis 21: Konfigurace souboru /etc/asterisk/manager.conf
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Da´le je nutne´ se ujistit, zˇe je v tomto souboru obsazˇen rˇa´dek obsahujı´cı´ enabled=yes.
Dalsˇı´m krokem je vytvorˇenı´ SIP u´cˇtu. Do souboru /etc/asterisk/sip.conf
prˇı´da´me ko´d obsazˇeny´ ve vy´pise 22. Jme´no uzˇivatele a heslo si samozrˇejmeˇ mu˚zˇeme
zvolit libovolneˇ.
1 [ondrej]
2 type=friend
3 secret=heslo
4 userid=ondrej
5 host=dynamic
6 context=phoneglue
Vy´pis 22: Konfigurace souboru /etc/asterisk/sip.conf
Nynı´ je potrˇeba nakonfigurovat prˇepojova´nı´ hovoru˚ z Asterisku do VoiceGlue. Tuto
konfiguraci provedeme v souboru /etc/asterisk/extensions.conf. Do souboru
prˇida´me ko´d, ktery´ je obsazˇen ve vy´pise 23.
1 [phoneglue]
2 exten => dp,1,Answer
3 exten => dp,n,Set(vxmlurl=http%3A%2F%2Flocalhost%3A9000%2
↩→ Fvxml)
4 exten => dp,n,Set(sessionid=${RAND(1,9999)})
5 exten => dp,n,Agi(agi://localhost/url=${vxmlurl}%3Fsession.
↩→ sessionid=${sessionid})
6 exten => dp,n,Hangup
Vy´pis 23: Konfigurace souboru /etc/asterisk/extensions.conf
Ko´d vytva´rˇı´ novy´ kontext [phoneglue]. Tento kontext slouzˇı´ k obsluze hovoru˚, ktere´
majı´ by´t zpracova´ny pomocı´ VoiceGlue. Ko´d da´le registruje nove´ rozsˇı´rˇenı´ prˇedstavujı´cı´
nasˇi hlasovou aplikaci. Adresa tohoto rozsˇı´rˇenı´ je ”dp”.
Prˇı´kaz uvedeny´ na druhe´m rˇa´dku provede prˇı´jem hovoru.
Trˇetı´ rˇa´dek definuje promeˇnnou vxmlurl obsahujı´cı´ URL adresu, na ktere´ beˇzˇı´ na´sˇ
hlasovy´ porta´l. Hodnota je zako´dova´na do takove´ podoby, aby ji bylo mozˇne´ bezpecˇneˇ
prˇene´st parametrem URL adresy.
Cˇtvrty´ rˇa´dek definuje promeˇnnou sessionid a nastavuje jejı´ hodnotu na na´hodne´
cˇı´slo. Hodnota te´to promeˇnne´ slouzˇı´ jako jedinecˇny´ identifika´tor hovoru (viz 6.2.2.1).
Pa´ty´ rˇa´dek provede prostrˇednictvı´m AGI rozhranı´ prˇepojenı´ hovoru do subsyste´mu
VoiceGlue.
Sˇesty´ rˇa´dek provede zaveˇsˇenı´ hovoru.
Nynı´ bychom meˇli mı´t vsˇe spra´vneˇ nastaveno a mu˚zˇeme tedy prove´st zkusˇebnı´ hovor
na SIP adresu dp@localhost. Hovor mu˚zˇeme vytocˇit z jake´hokoliv SIP klienta, naprˇ.
Ekiga.
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8 Za´teˇzˇove´ testy porta´lu
Tato kapitola je veˇnova´na za´teˇzˇovy´m testu˚m hlasove´ho porta´lu, jehozˇ na´vrh byl popsa´n
v prˇedchozı´ch kapitola´ch. Vzhledem k licencˇnı´m omezenı´m18, ktere´ jsou spojeny s
pouzˇı´va´nı´m IVR Voxeo Prophecy nebylo bohuzˇel mozˇne´ nad touto platformou za´teˇzˇove´
testy prove´st. Proto bude prˇedmeˇtem nasˇich testu˚ pouze hlasova´ platforma VoiceGlue.
Za´teˇzˇove´ testy budou spousˇteˇny na virtua´lnı´m stroji, ktery´ je poha´neˇn jednoja´drovy´m
procesorem o taktu 2GHz a ma´ k dispozici 2GB operacˇnı´ pameˇti. Jako operacˇnı´ syste´m
je pouzˇita serverova´ varianta Ubuntu 10.04.4 LTS. Na tomto stroji je nainstalova´na soft-
warova´ u´strˇedna Asterisk ve verzi 1.6.2.5. Nad touto u´strˇednou je spusˇteˇna hlasova´
platforma VoiceGlue ve verzi 0.14.
Prˇedmeˇtem za´teˇzˇovy´ch testu˚ hlasove´ho porta´lu je analy´za vy´pocˇetnı´ a pameˇtˇove´
na´rocˇnosti obsluhy ru˚zne´ho pocˇtu prˇipojeny´ch klientu˚. V testech je meˇrˇeno celkove´
vytı´zˇenı´ syste´mu i vytı´zˇenost konkre´tnı´ch procesu˚. Za´teˇzˇove´ testy jsou postaveny tak, aby
bylo mozˇne´ za´rovenˇ analyzovat vyuzˇitı´ hlasove´ platformy i aplikacˇnı´ho serveru. Pro tuto
analy´zu byly zvoleny na´sledujı´cı´ procesy:
• asterisk
• voiceglue
• phoneglue
• node
• mongod
Analy´za vytı´zˇenosti procesu˚ asterisk, voiceglue a phoneglue na´m poskytne informaci
o vy´pocˇetnı´ a pameˇtˇove´ na´rocˇnosti beˇhove´ho prostrˇedı´ hlasove´ platformy. Z vytı´zˇenosti
procesu˚ node a mongod budeme zjisˇtˇovat vy´pocˇetnı´ a pameˇtˇovou na´rocˇnost aplikacˇnı´ho
serveru, konkre´tneˇ webove´ho a databa´zove´ho serveru.
8.1 Sce´na´rˇ za´teˇzˇovy´ch testu˚
Za´teˇzˇove´ testy spocˇı´valy ve vytvorˇenı´ za´teˇzˇe na hlasove´m porta´lu simulacı´ n prˇipojeny´ch
klientu˚. Kazˇdy´ prˇipojeny´ klient inicioval SIP hovor. Sche´ma tohoto hovoru je zobrazeno
na obra´zku 15.
Hovor sesta´va´ z posloupnosti na´sledujı´cı´ch akcı´:
1. iniciace hovoru SIP zpra´vou INVITE
2. prˇehra´nı´ uvı´tacı´ zpra´vy a vy´zvy k zada´nı´ prˇihl. jme´na
3. zada´nı´ prˇihl. jme´na ”1” prostrˇednictvı´m sekvence DTMF voleb 1 a #
4. prˇehra´nı´ vy´zvy k potvrzenı´ prˇihl. jme´na
18Verze, ktera´ je dostupna´ zdarma je omezena pouze na dva porty, cˇili na maxima´lneˇ dva soubeˇzˇne´ hovory.
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Celkovy´ pocˇet hovoru˚ Pocˇet soubeˇzˇny´ch hovoru˚
5 5
10 5
10 10
20 10
20 20
40 20
40 40
80 40
60 60
120 60
Table 5: Varianty provedeny´ch za´teˇzˇovy´ch testu˚
5. potvrzenı´ zadane´ho prˇihl. jme´na prostrˇednictvı´m DTMF volby 1
6. prˇehra´nı´ vy´zvy k zada´nı´ prˇihl. hesla
7. zada´nı´ prˇihl. hesla ”1” prostrˇednictvı´m sekvence DTMF voleb 1 a #
8. prˇehra´nı´ nabı´dky hlavnı´ho menu
9. zvolenı´ ”Seznamu rezervacı´” prostrˇednictvı´m DTMF volby 2
10. prˇehra´nı´ informacı´ o prvnı´ aktivnı´ rezervaci
11. na´vrat do hlavnı´ho menu prostrˇednictvı´m DTMF volby 5
12. prˇehra´nı´ nabı´dky hlavnı´ho menu
13. ukoncˇenı´ hovoru SIP zpra´vou BYE
Tento hovor byl pote´ spousˇteˇn vu˚cˇi hlasove´mu porta´lu. Hovory byly spousˇteˇny v
ru˚zne´m pocˇtu instancı´. V kazˇde´m testu byl za´rovenˇ spousˇteˇn ru˚zny´ pocˇet soubeˇzˇny´ch
instancı´ hovoru. V kazˇde´m testu bylo meˇrˇeno procesorove´ a pameˇtˇove´ vytı´zˇenı´ syste´mu a
klı´cˇovy´ch procesu˚. Kapitola 8.3 je veˇnova´na vy´sledku˚m meˇrˇenı´.
V tabulce 5 jsou uvedeny vsˇechny varianty provedeny´ch za´teˇzˇovy´ch testu˚.
8.2 Pouzˇite´ na´stroje
Pro provedenı´ za´teˇzˇovy´ch testu˚ bylo potrˇeba zvolit vhodne´ na´stroje. V prvnı´ rˇadeˇ bylo
nutne´ pouzˇı´t na´stroj umozˇnujı´cı´ simulaci klientu˚, kterˇı´ se prˇipojujı´ k hlasove´mu porta´lu.
Da´le bylo potrˇeba na´stroje, ktery´ na´m umozˇnı´ meˇrˇit celkove´ vytı´zˇenı´ syste´mu a vytı´zˇenı´
konkre´tnı´ch procesu˚.
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Obra´zek 15: Sche´ma simulovane´ho hovoru
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8.2.1 SIPp
SIPp je na´stroj, ktery´ umozˇnˇuje generovat sı´tˇovy´ provoz spojeny´ se SIP protokolem. Tento
na´stroj umı´ ze XML souboru nacˇı´st definici SIP dialogu a na za´kladeˇ te´to definice generovat
SIP zpra´vy. SIPp take´ umozˇnˇuje generovat pakety RTP protokolu. Podpora RTP protokolu
je v testovacı´m sce´na´rˇi vyuzˇita pro prˇenos DTMF volby. Soucˇa´stı´ instalace tohoto na´stroje
jsou k dispozici zachycene´ RTP pakety jednotlivy´ch DTMF voleb ve forma´tu pcap.
Na´stroj prˇi spusˇteˇnı´ prˇebı´ra´ neˇkolik nastavenı´, ktery´mi je mozˇne´ rˇı´dit naprˇ. celkovy´
pocˇet SIP spojenı´, ktere´ se majı´ vykonat nebo maxima´lnı´ pocˇet soubeˇzˇny´ch SIP spojenı´.
Pro nasˇe u´cˇely byl na´stroj spousˇteˇn naprˇ. na´sledujı´cı´m prˇı´kazem:
sudo sipp -sf scenario.xml -s dp -m 6 -l 2 -i
192.168.1.1 -nd -trace stat -fd 250 192.168.1.2
SIPp je nutne´ spousˇteˇt pomocı´ prˇı´kazu sudo a to z toho du˚vodu, aby program mohl
vytvorˇit sokety, ktere´ jsou nutne´ pro odesı´la´nı´ RTP paketu˚.
Prˇepı´nacˇ sf uda´va´ cestu k XML souboru, ve ktere´m je obsazˇena definice SIP dialogu -
testovacı´ho sce´na´rˇe.
Pomocı´ prˇepı´nacˇe s specifikujeme na´zev vyta´cˇene´ SIP sluzˇby.
Prˇepı´nacˇem m nastavujeme celkovy´ pocˇet vykonany´ch SIP spojenı´ (hovoru˚).
Prˇepı´nacˇem l specifikujeme maxima´lnı´ pocˇet soubeˇzˇneˇ vykona´vany´ch SIP spojenı´
(hovoru˚).
Pomocı´ prˇepı´nacˇe i specifikujeme zdrojovou IP adresu. Tuto informaci je nutne´ uve´st
v prˇı´padeˇ, kdy stroj, na ktere´m SIPp beˇzˇı´, obsahuje vı´ce sı´tˇovy´ch rozhranı´.
Uvedenı´m prˇepı´nacˇe nd vypı´na´me vy´chozı´ chova´nı´ programu, ktere´ spocˇı´va´ v ukoncˇenı´
beˇhu programu prˇi prˇı´jmu neocˇeka´vane´ SIP zpra´vy.
Prˇepı´nacˇ trace stat zapı´na´ logova´nı´ statistik o pru˚beˇhu jednotlivy´ch spojenı´.
Poslednı´ u´daj, ktery´ je nutne´ uve´st, je IP adresa stroje, na ktere´m beˇzˇı´ hlasovy´ porta´l.
Tento na´stroj byl pro testy zvolen hlavneˇ proto, zˇe umozˇnˇuje jednoduchy´m zpu˚sobem
nasimulovat n prˇipojeny´ch klientu˚.
SIPp byl beˇhem za´teˇzˇovy´ch testu˚ spousˇteˇn na samostatne´m stroji, aby nedocha´zelo ke
zvy´sˇenı´ vytı´zˇenosti meˇrˇene´ho syste´mu vlivem beˇhu tohoto programu.
8.2.2 top
top je na´stroj, ktery´ je soucˇa´stı´ UNIX-like operacˇnı´ch syste´mu a slouzˇı´ k monitorova´nı´
aktua´lneˇ beˇzˇı´cı´ch procesu˚ a podprocesu˚. Tento program umozˇnˇuje periodicky zjisˇtˇovat
informace o celkove´m vyuzˇitı´ CPU a pameˇti. Za´rovenˇ poskytuje informace o vyuzˇitı´
syste´movy´ch prostrˇedku˚ aktua´lneˇ beˇzˇı´cı´mi procesy v syste´mu.
Pro u´cˇely nasˇich za´teˇzˇovy´ch testu˚ byl program spousˇteˇn naprˇ. na´sledujı´cı´m prˇı´kazem:
top -b -d 100 > out.txt
Prˇepı´nacˇ b spousˇtı´ program v da´vkove´m mo´du. Program je nutne´ v tomto mo´du
spustit v prˇı´padeˇ, zˇe chceme prˇesmeˇrovat vy´stup do souboru.
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Pomocı´ prˇepı´nacˇe d specifikujeme dobu, po jejichzˇ uplynutı´ program vygeneruje novy´
snı´mek vytı´zˇenosti syste´mu. Ve vy´sˇe uvedene´m prˇı´padeˇ se tak deˇje kazˇdy´ch 100ms.
Tento na´stroj byl prˇi beˇhu za´teˇzˇovy´ch testu˚ spousˇteˇn na stroji, na ktere´m byla spusˇteˇna
instance hlasove´ platformy a aplikacˇnı´ho serveru.
8.2.3 Automatizacˇnı´ skript
Vy´sˇe jsem popsal dva na´stroje, ktere´ byly vyuzˇity pro simulaci prˇipojovany´ch klientu˚ a
meˇrˇenı´ vytı´zˇenosti syste´mu. Za´teˇzˇove´ testy byly postupneˇ spousˇteˇny s ru˚zny´mi parametry.
Pro zjednodusˇenı´ spousˇteˇnı´ za´teˇzˇovy´ch testu˚ byl vytvorˇen bash skript, ktere´mu je mozˇne´
prˇi spousˇteˇnı´ prˇedat trˇi parametry. Ve vy´pise 24 je uveden zdrojovy´ ko´d tohoto skriptu.
1 #!/bin/bash
2
3 outDir=out
4 outFile=./$outDir/‘date "+%H_%M_%S"‘
5 capture_delay=$1
6 total_calls=$2
7 concurrent_calls=$3
8 local_ip=192.168.1.100
9 remote_ip=192.168.1.112
10
11 mkdir $outDir 2> /dev/null
12 sshpass -p ’12345’ ssh ondrej@$remote_ip "top -b -d ${
↩→ capture_delay}" > $outFile.temp &
13 sudo sipp -sf scenario.xml -s dp $remote_ip -m $total_calls
↩→ -l $concurrent_calls -i $local_ip -nd -trace_stat -fd
↩→ $capture_delay 2> ./$outDir/err.log
14 sshpass -p ’12345’ ssh ondrej@$remote_ip "killall top"
15 ./parse.js $outFile.temp > $outFile.csv
16 rm $outFile.temp
Vy´pis 24: Zdrojovy´ ko´d skriptu start-bench.sh
Tento skript je nutne´ spousˇteˇt z umı´steˇnı´, ve ktere´m je obsazˇen XML soubor s definicı´
testovacı´ho sce´na´rˇe. Umı´steˇnı´ da´le musı´ obsahovat adresa´rˇ pcap, ve ktere´m jsou ulozˇeny
soubory se zaznamenany´mi RTP pakety DTMF voleb. Skript je pote´ mozˇne´ spustit naprˇ.
na´sledujı´cı´m prˇı´kazem:
./start-bench.sh 0.2 20 10
Prvnı´ parametr uda´va´ periodu vzorkova´nı´ vytı´zˇenı´ syste´mu. Hodnota se zada´va´ ve
vterˇina´ch. Druhy´m parametrem uda´va´me celkovy´ pocˇet simulovany´ch hovoru˚, ktere´
chceme vyvolat. Poslednı´m parametrem nastavujeme maxima´lnı´ pocˇet soubeˇzˇny´ch
hovoru˚.
Skript provede po spusˇteˇnı´ na´sledujı´cı´ operace:
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1. vytvorˇenı´ adresa´rˇe pro vy´stupnı´ data
2. spusˇteˇnı´ prˇı´kazu top na vzda´lene´m stroji a prˇesmeˇrova´nı´ vy´stupu na loka´lnı´ stroj
3. spusˇteˇnı´ prˇı´kazu sipp na loka´lnı´m stroji
4. ukoncˇenı´ prˇı´kazu top na vzda´lene´m stroji
5. spusˇteˇnı´ skriptu, ktery´ transformuje vy´stup prˇı´kazu top do forma´tu CSV
6. smaza´nı´ docˇasne´ho souboru
Je du˚lezˇite´ poznamenat, zˇe skript nezajisˇtˇuje spusˇteˇnı´ hlasove´ platformy a aplikacˇnı´ho
serveru na vzda´lene´m stroji. Tyto procesy je nutne´ spustit manua´lneˇ. Aplikacˇnı´ server je
mozˇne´ spustit na´sledujı´cı´m prˇı´kazem:
PORT=9000 node --harmony index.js
Jednı´m z poslednı´ch operacı´, ktere´ skript prova´dı´ je spusˇteˇnı´ skriptu parse.js. Tento
skript slouzˇı´ k transformaci zachycene´ho vy´stupu z programu top do forma´tu CSV,
ze ktere´ho je pote´ mozˇne´ vygenerovat grafy. Ve zdrojove´m ko´du tohoto skriptu jsou
nadefinova´na jme´na procesu˚, o nichzˇ se majı´ zjisˇtˇovat informace o vytı´zˇenosti. Neˇktere´
z teˇchto procesu˚ mohou by´t spusˇteˇny v neˇkolika instancı´ch (samostatny´ch procesech).
Naprˇ. proces asterisk je obvykle spusˇteˇn minima´lneˇ ve dvou instancı´ch. V zachycene´m
vy´stupu z programu top je pote´ uveden zvla´sˇtˇ za´znam o kazˇde´ instanci. Skript tedy
zajisˇtˇuje agregaci informace o vytı´zˇenosti dı´lcˇı´ch procesu˚.
8.3 Vy´sledky meˇrˇenı´
Meˇrˇenı´m bylo zjisˇteˇno konkre´tnı´ vytı´zˇenı´ procesoru a vyuzˇitı´ pameˇti RAM prˇi ru˚zne´m
pocˇtu probı´hajı´cı´ch hovoru˚ v kombinaci s ru˚zny´m pocˇtem soubeˇzˇny´ch hovoru˚ (viz tab-
ulka 5). V te´to kapitole uvedu grafy zachycujı´cı´ zmı´neˇne´ vyuzˇitı´ hlasove´ platformy i
aplikacˇnı´ho serveru. Nebudu zde uva´deˇt grafy vyuzˇitı´ vsˇech variant za´teˇzˇovy´ch testu˚, ale
uvedu zde jen grafy nejzajı´maveˇjsˇı´ variant testu˚.
Ve vsˇech na´sledneˇ uvedeny´ch grafech je zachyceno celkove´ vyuzˇitı´ procesoru nebo
pameˇti RAM vcˇetneˇ podı´lu vytı´zˇenosti jednotlivy´ch procesu˚. Na osu Y jsou vyna´sˇeny
procentua´lnı´ hodnoty vyuzˇitı´ konkre´tnı´ho zdroje - procesoru nebo pameˇti RAM. Osa
X reprezentuje cˇasovy´ pru˚beˇh za´teˇzˇove´ho testu. U osy X nenı´ uvedena zˇa´dna´ meˇrna´
jednotka. Nenı´ uvedena z toho du˚vodu, zˇe na´s nezajı´ma´ vytı´zˇenı´ v konkre´tnı´m cˇase, spı´sˇe
na´s zajı´ma´ relativnı´ distribuce vytı´zˇenosti zdroje v pru˚beˇhu testu.
8.3.1 Za´teˇzˇovy´ test cˇ. 1
Konfigurace tohoto, nejme´neˇ na´rocˇne´ho, za´teˇzˇove´ho testu spocˇı´vala v uskutecˇneˇnı´ celkove´ho
pocˇtu 5 hovoru˚, kdy vsˇech 5 hovoru˚ bylo obslouzˇeno soubeˇzˇneˇ.
Na obra´zku 16 je zobrazen graf zachycujı´cı´ vyuzˇitı´ procesoru prˇi te´to konfiguraci. Na
obra´zku 17 je zobrazeno vyuzˇitı´ pameˇti RAM.
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Z grafu vytı´zˇenosti procesoru je patrne´, zˇe celkove´ vytı´zˇenı´ syste´mu je maxima´lnı´ jen v
urcˇity´ch cˇasovy´ch perioda´ch, ktere´ nemajı´ dlouhe´ho trva´nı´. Nejveˇtsˇı´ podı´l na vytı´zˇenosti
ma´ proces node, ktery´ prˇedstavuje aplikacˇnı´ server.
Procesy, ktere´ v testu zastupujı´ hlasovou platformu, majı´ te´meˇrˇ konstantnı´ podı´l
vyuzˇitı´. Nejvı´ce vytı´zˇeny´m procesem hlasove´ platformy je proces asterisk, tedy hlasova´
u´strˇedna.
Vytı´zˇenost pameˇti RAM na´m prozrazuje, zˇe te´meˇrˇ vsˇechny procesy majı´ konstantnı´
na´roky na pameˇtˇ v pru˚beˇhu cele´ho testu. Vy´jimkou je opeˇt proces node, ktery´ prˇedstavuje
aplikacˇnı´ server. Pra´veˇ u tohoto procesu je patrna´ postupna´ alokace pameˇti.
8.3.2 Za´teˇzˇovy´ test cˇ. 2
Konfigurace tohoto za´teˇzˇove´ho testu spocˇı´vala v uskutecˇneˇnı´ celkove´ho pocˇtu 20 hovoru˚.
V tomto prˇı´padeˇ bylo soubeˇzˇneˇ obsluhova´no vzˇdy 10 hovoru˚. Celkova´ doba trva´nı´ te´to
varianty testu tedy zabrala dvojna´sobny´ cˇas.
Tento typ testu na´m mu˚zˇe odhalit prˇı´padne´ proble´my s uvolnˇova´nı´m zdroju˚ mezi
zpracova´nı´m jednotlivy´ch ”da´vek” hovoru˚. Z grafu˚ 18 a 19 vsˇak nenı´ zˇa´dna´ kumulace
vyuzˇitı´ zdroju˚ patrna´. Mu˚zˇeme tedy usoudit, zˇe zdroje jsou vzˇdy spra´vneˇ uvolnˇova´ny.
Z vytı´zˇenosti procesoru (18) je patrne´, zˇe zpracova´nı´ hovoru˚ v te´to konfiguraci syste´m
sta´le zvla´da´ bez sebemensˇı´ho proble´mu - sta´le nenı´ ani zdaleka vyuzˇit vesˇkery´ procesorovy´
cˇas.
V grafu vytı´zˇenosti pameˇti RAM (19) si mu˚zˇeme vsˇimnout zvy´sˇene´ho podı´lu na
vyuzˇitı´ pameˇti u procesu voiceglue. U pameˇtˇove´ vytı´zˇenosti ostatnı´ch procesu˚ nedosˇlo k
vy´razneˇjsˇı´mu na´ru˚stu.
8.3.3 Za´teˇzˇovy´ test cˇ. 3
Konfigurace te´to varianty za´teˇzˇove´ho testu spocˇı´vala v uskutecˇneˇnı´ celkove´ho pocˇtu 60
hovoru˚, kdy vsˇech 60 hovoru˚ bylo obslouzˇeno soubeˇzˇneˇ.
Vyuzˇitı´ procesoru (20) je u te´to varianty testu te´meˇrˇ stoprocentnı´ po celou dobu trva´nı´
za´teˇzˇove´ho testu. Je tedy patrne´, zˇe pro danou hardwarovou konfiguraci stroje (viz 8)
jsme se prˇiblı´zˇili k maxima´lnı´mu pocˇtu hovoru˚, ktere´ je mozˇne´ rea´lneˇ obslouzˇit. Prˇi veˇtsˇı´m
pocˇtu soubeˇzˇny´ch hovoru˚ by jizˇ mohlo docha´zet k neprˇijatelny´m prodleva´m mezi iniciacı´
hovoru a jeho obslouzˇenı´m. Tyto prodlevy by da´le mohly zpu˚sobovat proble´my, ktere´ by
naprˇ. mohly ve´st k nutnosti prˇeposı´lat neˇktere´ datove´ pakety.
Vyuzˇitı´ pameˇti RAM, ktere´ mu˚zˇeme videˇt v grafu na obra´zku 21, opeˇt ukazuje mı´rne´
zvy´sˇenı´ na´roku˚ na pameˇtˇ u procesu voiceglue. U ostatnı´ch procesu˚ nenı´ patrna´ zˇa´dna´
vy´razna´ zmeˇna oproti vy´sledku˚m z prˇedchozı´ho testu.
8.3.4 Obecne´ zhodnocenı´
Vy´sledky jednotlivy´ch variant za´teˇzˇovy´ch testu˚ mu˚zˇeme obecneˇ shrnout na´sledovneˇ.
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Meˇrˇenı´m vyuzˇitı´ procesoru byl prˇiblizˇneˇ zjisˇteˇn maxima´lnı´ pocˇet hovoru˚, ktere´ lze na
dane´ hardwarove´ platformeˇ (1 x CPU@2GHz a 2GB RAM) obslouzˇit soubeˇzˇneˇ, anizˇ by
zacˇalo docha´zet k na´ru˚stu doby potrˇebne´ pro obslouzˇenı´ hovoru.
Z analy´zy vyuzˇitı´ pameˇti RAM naopak vyplynulo, zˇe zde existujı´ jesˇteˇ velke´ rez-
ervy. Vyuzˇitı´ pameˇti monitorovany´ch procesu˚ se nezvy´sˇilo na nikterak vysokou hodnotu.
Vyuzˇitı´ pameˇti jednotlivy´mi procesy bylo te´meˇrˇ ve vsˇech varianta´ch za´teˇzˇovy´ch testu˚ kon-
stantnı´. Vyuzˇitı´ pameˇti bylo te´meˇrˇ stejne´ i naprˇı´cˇ ru˚zny´mi testy. Pouze u procesu voiceglue
byl mezi testy patrny´ mı´rny´ na´ru˚st na´roku na pameˇtˇ. I prˇes tento mı´rny´ postupny´ na´ru˚st
se vyuzˇitı´ pameˇti tı´mto procesem pohybovalo pouze mezi 2-9%.
Pro obsluhu veˇtsˇı´ho pocˇtu soubeˇzˇny´ch hovoru˚ by bylo nutne´ zajistit vysˇsˇı´ vy´pocˇetnı´
vy´kon, resp. procesor s vı´ce ja´dry. Dalsˇı´ mozˇnostı´, jak zajistit vysˇsˇı´ sˇka´lovatelnost a stabil-
itu cele´ho syste´mu, je provozovat jednotlive´ komponenty na ru˚zny´ch serverech. Mohli
bychom tedy naprˇı´klad provozovat aplikacˇnı´ a hlasovy´ server na odlehly´ch serverech.
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9 Za´veˇr
Diplomova´ pra´ce se zaby´vala na´vrhem hlasove´ho porta´lu na platformeˇ VoiceXML.
U´vodnı´ kapitola nejdrˇı´ve prˇedstavila jazyk VoiceXML a jeho architekturu, strukturu
VoiceXML dokumentu˚ a sezna´mila na´s se za´klady na´vrhu hlasovy´ch aplikacı´ pomocı´
jazyka VoiceXML.
Text kapitoly da´le pokracˇoval podrobny´m prˇedstavenı´m dvou hlasovy´ch platforem
VoiceXML. Konkre´tneˇ zde byla prˇedstavena architektura a vlastnosti komercˇnı´ platformy
Voxeo Prophecy a opensource platformy VoiceGlue.
Na´sledujı´cı´ dveˇ kapitoly se zaby´valy popisem technologiı´, ktere´ u´zce souvisı´ s VoiceXML,
resp. s na´vrhem hlasovy´ch porta´lu˚. Byla zde prˇedstavena technologie pro synte´zu rˇecˇi
(TTS) a technologie pro automaticke´ rozpozna´va´nı´ rˇecˇi (ASR).
Hlavnı´ na´plnˇ pra´ce je obsazˇena v pa´te´ a sˇeste´ kapitole. Na zacˇa´tku pa´te´ kapitoly je
prˇedstaven informacˇnı´ syste´m pro rezervaci letenek. Na´sledujı´cı´ text kapitoly popisuje
na´vrh webove´ho rozhranı´ tohoto informacˇnı´ho syste´mu. Text se da´le zaby´va´ podrobneˇjsˇı´m
prˇedstavenı´m technologiı´, ktere´ byly pro na´vrh webove´ho porta´lu zvoleny.
Na´plnı´ sˇeste´ kapitoly je popis na´vrhu a na´sledne´ implementace hlasove´ho porta´lu,
ktery´ doplnˇuje webove´ rozhranı´ informacˇnı´ho syste´mu o mozˇnost hlasove´ho ovla´da´nı´
prostrˇednictvı´m samoobsluzˇne´ho hlasove´ho kana´lu. Hlasovy´ porta´l je mozˇne´ ovla´dat
pomocı´ DTMF volby. Ovla´da´nı´ pomocı´ DMTF volby bylo zvoleno z du˚vodu mozˇnosti
provozovat hlasovy´ porta´l i na platforma´ch, ktere´ nedisponujı´ mozˇnostı´ automaticke´ho
rozpozna´va´nı´ rˇecˇi (ASR).
Kapitola je rozdeˇlena na dveˇ hlavnı´ cˇa´sti. Prvnı´ cˇa´st se zaby´va´ na´vrhem knihovny,
ktera´ ma´ za u´kol zprˇehlednit a urychlit vy´voj hlasovy´ch aplikacı´ na platformeˇ VoiceXML.
Na tuto cˇa´st navazuje cˇa´st, kde je prˇedstaven na´vrh konkre´tnı´ch cˇa´stı´ hlasove´ho porta´lu
pomocı´ vytvorˇene´ knihovny.
Sedma´ kapitola popisuje konfiguraci, kterou je nutne´ prove´st pro uvedenı´ hlasove´ho
porta´lu do provozu. Je zde popsa´na konfigurace pro hlasove´ho platformy Voxeo Prophecy
a VoiceGlue.
Poslednı´ kapitola se zaby´va´ za´teˇzˇovy´mi testy hlasove´ho porta´lu. Cı´lem za´teˇzˇovy´ch
testu˚ byla analy´za vyuzˇitı´ syste´movy´ch zdroju˚ a zjisˇteˇnı´ rea´lny´ch hardwarovy´ch a soft-
warovy´ch pozˇadavku˚ na provoznı´ prostrˇedı´ hlasove´ho porta´lu.
Na zacˇa´tku kapitoly byla nejdrˇı´ve prˇedstavena konfigurace testovacı´ho prostrˇedı´.
Na´sledovalo prˇedstavenı´ testovacı´ho sce´na´rˇe. Zbytek kapitoly byl veˇnova´n rozboru
provedeny´ch testu˚.
Jako nejveˇtsˇı´ prˇı´nos te´to pra´ce povazˇuji vytvorˇenı´ knihovny slouzˇı´cı´ k usnadneˇnı´ a
urychlenı´ vy´voje hlasovy´ch aplikacı´ na platformeˇ VoiceXML.
Bc. Ondrˇej Zˇdych
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A Prˇı´lohy
A.1 Obsah CD
• diplomova´ pra´ce ve forma´tu PDF
• zdrojove´ ko´dy webove´ho porta´lu
• zdrojove´ ko´dy hlasove´ho porta´lu
• zdrojove´ ko´dy VXML knihovny
• doprovodne´ skripty
A.2 Diagramy jednotlivy´ch cˇa´stı´ hlasove´ho porta´lu
V te´to prˇı´loze se nacha´zı´ diagramy vsˇech cˇa´stı´ hlasove´ho porta´lu. Pro prˇehlednost zde
uva´dı´m odkazy na diagramy cˇa´stı´, ktere´ byly uvedeny prˇı´mo v textu pra´ce.
A.2.1 V textu uvedene´ diagramy
• Hlavnı´ struktura hlasove´ho porta´lu je zna´zorneˇna na obra´zku 8.
• Vnitrˇnı´ struktura stavu getLoginData je zna´zorneˇna na obra´zku 9.
• Struktura komponenty pro zada´nı´ data je zna´zorneˇna na obra´zku 10.
• Struktura komponenty pro zada´nı´ textove´ho vstupu je zna´zorneˇna na obra´zku 11.
• Struktura komponenty pro zvolenı´ destinace je zna´zorneˇna na obra´zku 12.
• Vnitrˇnı´ struktura stavu destinationSelection komponenty pro zvolenı´ destinace je
zna´zorneˇna na obra´zku 13.
A.2.2 V textu neuvedene´ diagramy
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Obra´zek 23: Struktura stavu cancelActive (CancelActiveF low)
Obra´zek 24: Struktura stavu listActive (ListActiveF low)
Obra´zek 25: Struktura stavu filterByArrivalDate (FilterByArrivalDateF low)
Obra´zek 26: Struktura stavu filterByDepartureDate (FilterByDepartureDateF low)
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Obra´zek 27: Struktura stavu reservationMenu (ReservationMenuF low)
Obra´zek 28: Struktura stavu reservationsContainer (ReservationsContainerF low)
