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Diplomová práce je zaměřena na možnosti využití metod počítačové geometrie při 
plánování pohybu robota mezi statickými i dynamickými překážkami, především se jedná o 
úlohy globálního plánování pohybu robota pomocí zobecněného Voroného diagramu. Snahou 
bylo převést tento složitý geometrický a analytický problém do prostředí teorie grafů, kde 
jsou úlohy plánování a hledání cesty mezi dvěmi vrcholy v grafu efektivně řešitelné. 
Voroného diagram je vytvářen nad celým zkoumaným prostorem, přitom hrany Voroného 
diagramu zachovávají největší možnou vzdálenost od okolních překážek a nalezená cesta po 
hranách diagramu je optimalizována z hlediska bezpečnosti.  
 
 
Abstract :   
This diploma project is focused on possible applications of computational geometry 
methods for robot motion planning among static and dynamic obstacles, particularly based on 
global robot motion planning by means of generalised Voronoi diagrams. The main effort was 
to convert this complex geometric and analytic problem to graph theory environment where 
the tasks of planning and searching paths between pairs of the graph vertices are effeciently 
solvable. The Voronoi diagram is created considering the whole searching space, while edges 
of this diagram satisfy that the distance from the surrounding obstacles is maximised and the 
path found along the Voronoi diagram edges is optimised from the point of view of its 
security ( and it is collision – free ).  
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1. FORMULACE CÍLŮ DIPLOMOVÉ PRÁCE 
 
1) Návrh algoritmu pro konstrukci  hrany zobecněného Voroného diagramu pro  
konvexní polygony. 
 
2) Modifikace jednoho z algoritmů pro vytvoření zobecněného Voroného 
diagramu pro konvexní polygony. 
 
3) Implementace popsaných algoritmů. 
 
4) Realizovat vyhledávání cest mezi počátečním a cílovým bodem v zobecněném 
Voroného diagramu.  
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2. REŠERŠNÍ STUDIE 
2.1. Rektilineární Voroného diagramy v rovině  
Voroného diagramy vedle verze s eukleidovskou metrikou, které jsou studovány v této 
diplomové práci, existují i v modifikované verzi s rektilineární (nebo také Mannhatanskou) 
metrikou, jejíž definici vyjadřuje vztah 2 v literatuře [3]. Při použití této metriky hrany 
výsledného rektilineárního Voroného diagramu vedou pouze v horizontálním, vertikálním 
anebo diagonálním směru s úhly 45° nebo 135° (Obr. 2.1). Těmito diagramy se zabývá 
diplomová práce Milana Žambocha [3] vypracovaná na ústavu automatizace a informatiky 
FSI v roce 2002. Pro konstrukci cesty mezi pravoúhlými překážkami byl vytvořen graf 
viditelnosti. Uzly grafu viditelnosti leží ve vrcholech pravoúhlých překážek a hrany spojují 
jednotlivé viditelné vrcholy. Pro nalezení cesty mezi počáteční a cílovou pozicí byl použit 
Dijkstrův algoritmus. 















Obr. 2.1  Rektilineární Voroného diagram v rovině s pravoúhlými překážkami 
 
2.2. Využití metod počítačové geometrie v robotice 
Disertační práce Petra Švece vypracovaná v roce 2007 na ústavu automatizace a 
informatiky FSI se zabývá plánováním pohybu robota v neznámém nebo částečně známém 
prostředí. “Generovaná cesta je založena na zobecněném Voroného diagramu jehož hrany 
zachovávají největší možnou vzdálenost od okolních překážek. Voroného zobecněný diagram 
je vytvořen pomocí algoritmu zametání roviny (plane sweep method) s využitím 
předzpracování pořadí jednotlivých bodů pomocí dvou AVL – stromů . Dále byl popsán a 
implementován algoritmus pro generování mapy a průzkumu, kde robot musí být schopen 
autonomně prozkoumat celé prostředí a vygenerovat jeho mapu „ viz. Obr. 2.2. 
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Obr. 2.2  Zobecněný Voroného diagram v rovině 
 
2.3. Alternativní metody plánování 
2.3.1. Grafy viditelnosti 
Graf viditelnosti (Visibility graph) je příklad grafu, jehož uzly představují vrcholy 
jednotlivých překážek nebo počáteční a cílovou pozici.Hrany grafu spojují navzájem viditelné 
uzly. Jak je patrno z Obr. 2.3, hrany mohou být jen úsečky, které neprochází žádnou 
z překážek a spojují dva viditelné uzly nebo mohou ležet na hranici jednotlivých překážek a 
spojovat dva sousední navzájem viditelné vrcholy. 
    











Obr. 2.3  Visibility graph 
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Časová složitost základního algoritmu pro konstrukci grafu viditelnosti je ( )3nO . Při 
použití efektivnějších algoritmů ale může být snížena. 
• Rotational sweep ( )( )nnO log2  
• Optimal algorithm ( )2nO  
Hledání cesty mezi počáteční a cílovou pozicí je převedeno na známou úlohu z teorie 
grafů, hledání cesty mezi dvěmi uzly v ohodnoceném grafu. Pro řešení této úlohy můžeme 
využít několik známých algoritmů jako Dijkstrův algoritmus nebo algoritmus A* s vhodnou 
heuristikou.  
 
2.3.2. Potenciálová pole 
Plánování pomocí potenciálových polí je metoda inspirovaná šířením tepla v prostředí. 
Stejně jako u teplotních úloh je potenciálová funkce skalární, definovaná nad celým 
prozkoumávaným prostorem. Jednotlivé překážky představují oblasti s extrémně velkým 
potenciálem, které robota od sebe „odpuzují“ , cílový bod cesty představuje atraktor. 
 















Obr. 2.4  Princip metody potenciálových polí 
Pro odstranění možnosti uváznutí v lokálním minimu při hledání cesty, je výsledné 
pole složeno ze dvou (Obr. 2.4). První představuje potenciálové pole s extrémy všech 
překážek, druhé zaručuje, že v cílovém bodě bude ležet globální minimu celé potenciálové 
funkce. 
 
∑+= )()()( pUpUpU obstaclesgoal        (2.1)    
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Funkce goalU  představuje paraboloid s globálním minimem v cílovém bodě. 
goalgoal pppU −= ξ2
1)(        (2.2) 
 
2.3.3. Algoritmus BROUK  
Všechny předcházející metody plánování předpokládaly znalost celého prostředí a 
rozmístění překážek. Algoritmus brouk patří do třídy algoritmů s omezenou znalostí prostředí. 
Princip algoritmu je inspirován pohybem brouka a jeho hlavní výhodou je jednoduchost. Při 
pohybu se řídíme následujícími pravidly. 
 
1) Pokud nebylo naraženo na překážku směřuj přímo k cílové pozici. 
2) Pokud bylo naraženo na překážku sleduj její hranici dokud není možné 
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3. VORONÉHO DIAGRAMY V ROVINĚ 
3.1. Definice Voroného diagramu  
Klasický Voroného diagram představuje základ všech dalších zobecněných typů 
diagramů, na kterém lze ukázat některé z vlastností Voroného diagramů. Pro danou množinu 
bodů P  v rovině (3.1) můžeme vytvořit Voroného diagram. 
{ } ∞≤≤∈= npppP n 1,,, 221 RK       (3.1) 
Každému bodu 2R∈p  s rádius vektorem x  můžeme přiřadit bod Ppi ∈ , jehož 
vzdálenost mezi všemi body z množiny P je minimální. Tato transformace rozdělí rovinu do 
množiny regionů nazývaných Voroného polygony (Voronoi polygons).   
( ) { }njnijixxxxxxpV jii KK 1,1,, ==≠∈∀−≤−= 2R   (3.2) 
Voroného diagram nad množinou bodů P  pak tvoří množina Voroného regionů V . 
( ) ( ) ( ){ }npVpVpV ,,, 21 K=V        (3.3)  
V množině V  mohou existovat dva druhy regionů a to uzavřené regiony ( )ipV  a neuzavřené ( )jpV o . Hranice kolem regionu ( )ipV  bývá označována ( )ipV∂  a skládá se z jednotlivých 
hran Voroného diagramu (Voronoi edges). Hrany mohou být jen úsečky, přímky nebo 
polopřímky. Dva Voroného polygony ( ) ( ) jipVpV ji ≠,  mají společnou hranu pokud platí 
( ) ( ) φ≠ji pVpV I  a množina bodů ( ) ( ) )(, jiji pVpVppe I=  tvoří samotnou hranu. Koncové 
body hran Voroného diagramu se nazývají vrcholy Voroného diagramu (Voronoi vertexies). 
Vrcholy představují takové body v rovině, které jsou sdílené třemi a více Voroného polygony. 
Pokud v celém Voroného diagramu V  existuje alespoň jeden vrchol, který sdílí čtyři a více 
Voroného polygonů pak tento diagram nazýváme degenerovaný Voroného diagram.  
Voroného diagram můžeme vytvořit i jiným způsobem. Vezměme si dva body 
jipp ji ≠,  z množiny P . Mezi body ji pp ,  vytvoříme přímku, jejíž body mají stejnou 
vzdálenost k oběma bodům. Tato přímka se nazývá bisektor. 
( ) { } jixxxxxppb jiji ≠−=−=,       (3.4) 
Bisektor rozdělí rovinu do dvou polorovin, v každé z nich bude ležet jeden z bodů ji pp , . 
( ) { } jixxxxxppH jiji ≠−≤−=,       (3.5)       
Tyto poloroviny se nazývají dominantní regiony (dominance regions) bodu ip . 
Voroného polygon ( )ipV  můžeme také vytvořit jako průnik dominantních regionů bodu ip s 
ostatními body množiny P  viz. Obr. 3.1. 
 








=         (3.6) 
 
 















Obr. 3.1 Klasický bodový Voroného diagram  
 
3.2. Základní vlastnosti Voroného diagramu 
 
• Voroného polygon ( )ipV  je konvexní. 
 
• V každé oblasti ( )ipV  leží pouze jeden bod Ppi ∈ . 
 
• Některé Voroného polygony ( )jpV o  jsou neohraničené a to ty jejichž bod 
ip  leží na hranici konvexní obálky množiny P . 
 
• Pokud žádné čtyři body lkjiPpPpPpPp lkji ≠≠≠∈∈∈∈ ,,,,  neleží 
na jedné kružnici, vychází z každého vrcholu v diagramu právě tři hrany. 
 
• Voroného vrchol má stejnou vzdálenost ke třem bodům z množiny P .   
 
• Body hrany mají stejnou vzdálenost ke dvěma bodům z množiny P . 
 
• Přímkový duál Voroného diagramu se nazývá Delaunay. triangulace. 
(Delaunay tesselation) 
 
 VUT Brno , FSI             Ústav mechaniky těles , mechatroniky a biomechaniky  
 15 
3.3. Algoritmy pro konstrukci Voroného diagramu 
• Rozděl a panuj  (divide and conquer method)  
))log(( nnO ⋅  
• Přírůstkový algoritmus  (the incremental method) 
)( 2nO  lze snížit na )(nO  
• Zametání roviny  (the plane sweep method)  
))log(( nnO ⋅    
Dále bude popsán pouze přírůstkový algoritmus. Jeho princip tvorby Voroného 
diagramu přidáváním bodů z množiny P  jeden po druhém je jednoduchý a názorný. 
V kapitole 8 bude algoritmus upraven pro konstrukci zobecněného Voroného diagramu 
s konvexními polygony. Proto je důležité seznámit se s jeho základním tvarem. Pro snížení 
časové složitosti algoritmu se využívají speciální datové struktury a vyhledávací algoritmus,   
který si nyní popíšeme. Následná úprava Přírůstkového algoritmu tyto struktury nezmění a 
proto je bude možné využít i pro konstrukci zobecněného Voroného diagramu. 
 
3.4. Quadtree     
Jedná se o vyváženou stromovou strukturu rozdělující rovinu do menších oblastí, 
hojně využívanou v počítačové geometrii, například  při detekci kolizí pohybujících se 
objektů. Quadtree lze využít i samostatně pro plánování cest. Více informací o struktuře 
Quadtree a jeho prostorovému zobecnění Octree lze najít v [4]. Quadtree v prvním kroku 
rozdělí zadanou oblast do čtyř menších oblastí. V dalších krocích se tento postup rekurzivně 
opakuje dokud nedostaneme buňky požadované velikosti. Celý postup bude vysvětlen na 
jednotkovém čtverci na Obr. 3.2. V prvním kroku bude rozdělen do čtyř menších čtverců o 
stranách 5.05.0 × . Ve druhém kroku opakujeme stejný postup na každý ze čtyř nově 
vzniklých čtverců. Vytvoříme šestnáct čtverců  o stranách 25.025.0 × . Celý postup můžeme 
dále aplikovat i na tyto oblasti. 
 
Pro množinu bodů { } ∞≤≤∈= npppP n 1,,, 221 RK  si nejprve určíme hloubku 
stromu. Množina P  obsahuje n  bodů, které budou uloženy v listech Quadtree. Hledáme 
proto takové celé číslo k , pro které platí : 
 
k
n 4≤            (3.7)     
 














        (3.8)      
 














Obr. 3.2  Quadtree vytvořený nad jednotkovým čtvercem. 
 
Předpokládejme, že všechny body množiny P  leží uvnitř obdelníkové obálky o šířce 
w  a výšce h . Pro určení správného listu obsahujícího bod ip  musíme v k  krocích určit 
obdelník obsahující bod ip . Jestliže [ ]Tyx,  jsou souřadnice bodu ip , pak pro j -tý krok 
můžeme vypočítat souřadnice obdelníku obsahujícího bod ip .   
  
























      (3.10) 
 
Pro kj =  jsme sestoupili do listu stromu, kde si uložíme například index bodu ip . Při 
implementaci stromu musíme pamatovat, že v listu může být uloženo více indexů než jen 
jedem. Proto je vhodné indexy ukládat do pole. Vnitřní uzly stromu naplníme směrem zdola 
nahoru. Z listu přejdeme do jeho rodiče a uložíme do něj odkaz na list, ve kterém je uložen 
alespoň jeden index bodu z množiny P  a zároveň má nejmenší hodnotu součtu souřadnic cr, . 
Opakováním tohoto pravidla naplníme vnitřní uzly stromu až ke kořenu stromu (nejvyšší 
uzel) . Do kořene stromu bude uložen index bodu 
∞
p . Bod 
∞
p  je myšlený bod v nekonečnu. 
Jeho vzdálenost ke každému bodu Ppi ∈  je větší než vzdálenost bodu ip  ke všem ostatním 
bodům z množiny P .  
( ) ( ) Ppppdppd jiji ∈∀< ∞,,        (3.11)   
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Pro praktické použití stačí sestrojit bod dostatečně vzdálený od všech bodů z množiny 
P , aby splnil nerovnici (3.11).  
Na Obr. 3.3 je příklad Quadtree pro { } 111,,, 1121 KK == npppP . 
 
Obr. 3.3  Quadtree pro množinu bodů P  
 
Přírůstkový algoritmus vytváří Voroného diagram přidáváním bodů z množiny P  
jeden po druhém. Při používání Quadtree a algoritmu pro hledání nejbližšího sousedního bodu 
musíme body v množině P  uspořádat a při vytváření Voroného diagramu toto pořadí 
dodržovat. Body množiny P  uspořádáme podle pořadí listů, ve kterých se body nachází a to 
směrem zleva doprava. Pro případ na Obr. 3.3 bude uspořádaná množina P  vypadat 
následovně { } 111,,,,,,,,,, 9854621171103 K== npppppppppppP . Uspořádání množiny 
P  podle pořadí listů ve Quadtree se v anglické literatuře nazývá quaternaly reordering .   
 
3.5. Hledání nejbližšího sousedního bodu 
Pro snížení časové složitosti z )( 2nO  na )(nO  musíme umět rychle najít nejbližší 
sousední bod ip  k PpPpjip jij ∈∈≠ ,, . K dobrému odhadu nejbližšího souseda 
použijeme strukturu Quadtree a pro jeho přesné určení využijeme algoritmu Hledání 
nejbližšího souseda ( the Nearest neighbour search) .  
Prohledávání celé množiny P  pro nalezení nejbližšího bodu jp  k bodu lp  je možné 
jen pokud množina P  obsahuje pár bodů. Pokud ale obsahuje větší počet prvků byl by tento 
způsob hledání neefektivní. Algoritmus pro vyhledání nejbližšího souseda využívá počáteční 
odhad možného nejbližšího souseda a prohledává jeho okolí. Při nalezení bližšího bodu, než 
byl počáteční odhad, se tento bod stává počátečním odhadem. V dalším cyklu algoritmus opět 
prohledá okolí odhadnutého nejbližšího bodu a pokud nenalezne bližší bod prohlásí 
odhadnutý bod za nejbližšího souseda. Algoritmus má vždy konečný počet cyklů, jedná o 
kontrakci, a jeho výstupem je vždy nejbližší bod jp  k bodu lp . Rychlost algoritmu závisí na 
dobrém počátečním  odhadu nejbližšího souseda ip .  Pro odhad využijeme  informace 
P∞
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uložené do Quadtree. V něm jsou uloženy a uspořádány všechny body množiny P , tedy i 
poloha bodu lp  a jeho okolí. Projdeme od kořene stromu směrem k listu, ve kterém je uložen 
bod s indexem lp  a pokud při průchodu najdeme uzel u , ve kterém je uložen index l , 
uložíme si ho a skončíme průchod . Vhodného nejbližšího souseda k bodu lp  odhadneme 
podle těchto pravidel. 
 
• Jestliže je uzel u  list, ve kterém je uloženo více indexů, vyber jeden z nich 
 
• Jestliže uzel u  je list, ve kterém je uložen pouze index l  nebo uzel u  není 
list. Potom jako počáteční odhad vyber index uložený v rodiči uzlu u . 
 
Při průchodu stromem si můžeme vždy určit nejkratší cestu od kořene stromu směrem 
k listu z rovnic 3.9 a 3.10 .Největší počet kroků potřebných pro nalezení uzlu u  tedy bude k .    
___________________________________________________________________________ 
3.1 Algoritmus Hledání nejbližšího souseda (nearest neighbour search)  
Vstup  : l  bodů z množiny P  { }lppp K,, 21 , Voroného diagram 1−lV ,  
počáteční odhad nejbližšího souseda ip . 
Výstup : Bod z { }121 ,, −lppp K , který má nejmenší vzdálenost k lp . 
Algoritmus : 1) Mezi body, které mají společnou hranu s ( )ipV  vyber ten, jehož  
vzdálenost k bodu lp  je nejmenší. 
( ) ),(min, lkklj ppdppd =  
2) if ( )),(),( ljli ppdppd <   then krok 3 
else  ji pp ←  ,  pokračuj krokem 1 
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3.6. Přírůstkový algoritmus 
 










        (a) Boundary growing        (b) První bisektor Voroného diagramu 
Obr. 3.4  Princip vytváření nového Voroného polygonu   
 
Přírůstkový algoritmus začíná vytvořením jednoduchého Voroného diagramu mezi 
dvěmi nebo třemi body z množiny P . Hranu mezi  body 1p  a 2p  podle Obr. 3.4 b vytvoříme 
jako kolmici k úsečce 21 pp  jdoucí středem mezi body 1p  a 2p (definice bisektoru rovnice 
3.4). V následujících krocích do diagramu přidáváme další body z množiny P  a postupně ho 
převádíme na Voroného diagram nV . Algoritmus přidávání bodů je známý jako Boundary 
growing. Na Obr. 3.4 a je ukázána základní myšlenka této metody. Do Voroného diagramu 
přidáváme nový bod lp . Nejprve najdeme nejbližšího souseda, tj. bod ip  a vytvoříme 
bisektor ( )li ppb ,  mezi přidávaným bodem a jeho nejbližším sousedem. Bisektor ( )li ppb ,  
protíná hrany Voroného polygonu ( )ipV  ve dvou bodech 1w  a 2w . Úsečka 21ww  tvoří novou 
hranu Voroného diagramu mezi body lp  a ip . V průsečíku 2w  nová hrana protíná i sousední 
Voroného polygon ( )jpV  a vstupuje do něj. Vytvoříme proto další bisektor ( )lj ppb ,  a 
najdeme průsečíky 2w , 3w  s Voroného polygonem ( )jpV . Stejný postup opakujeme dokud 
nedojdeme zpět do startovního bodu 1w . Kolem bodu lp  vyrostly nové hrany, které vytvořily 
nový Voroného polygon ( )lpV . Na závěr musíme z diagramu odstranit všechny staré hrany 
procházející novým Voroného polygonem ( )lpV . Tímto postupem jsme převedli Voroného 










3.2 Boundary growing 
Vstup  : nově přidávaný bod lp , Voroného diagram 1−lV  
Výstup : Voroného diagram lV  
Algoritmus : 1) Nalezení nejbližšího sousedního bodu z 1−lV , in pp ←  
2) Bisektor ( )ln ppb ,  
3) Nalezení průsečíků bisektoru ( )ln ppb ,  s Voroného polygonem 
( )npV , body iw  a 1+iw . 
4) V bodě 1+iw  vstupuje nová hrana do polygonu ( )jpV  
5) if ( )1wwi ≠  then jn pp ←  a krok 2 
6) Výstup = lV  
 
Nakonec si shrneme celý postup konstrukce Voroného diagramu do jednoho algoritmu. 
___________________________________________________________________________ 
3.3 Přírůstkový algoritmus s využitím Quadtree (the quaternaly reordering) 
Vstup  : množina bodů { } ∞≤≤∈= npppP n 1,,, 221 RK  
Výstup : Voroného diagram nV  
Algoritmus : 1) Vytvoření Quadtree pro množinu bodů { } 221 ,,, R∈= npppP K
   2) Uspořádání bodů v množině P  podle pořadí listů Quadtree  
the quaternaly reordering 
3) Vytvoření Voroného diagramu pro tři body 3V  
  4) Pro nl ,5,4 K=  
   4.1) Odhad nejbližšího bodu ip  k lp . 
    Quadtree 
   4.2) Nalezení nejbližšího sousedního bodu k lp  ve 1−lV  
    the Nearest neighbour search 
4.3) Algoritmus přidávání nového bodu do 1−lV  
the Boundary growing 
4.4) Ořezání starých hran v 1−lV  zasahujících do ( )lpV  
5) Výstup = nV  
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3.7. Závěr  
Bodové Voroného diagramy se nejprve uplatnily v krystalografii při zkoumání a 
modelování krystalů. V dnešní době se  mohou uplatnit bodové Voroného diagramy i 
v odvětvích jako jsou plánování a ekonomie. Jedna z vlastností Voroného diagramu je, že 
vrchol Voroného diagramu má stejnou vzdálenost ke třem bodům z množiny P . Můžeme 
proto v diagramu nalézt vrchol, jehož kružnice má největší průměru. Pokud budou body 
v množině P představovat rozmístění velkých obchodních center pak vhodná poloha nově 
plánovaného obchodního centra bude právě v tomto vrcholu. Stejným způsobem můžeme 
uvažovat i rozmístění hasičských stanic atd.. Další aplikací je nalezení stromu s minimální 
délkou, procházející všemi body množiny P . Minimal spanning tree  představuje možnou 




  (a)  Minimal spanning tree                             (b) Rozmístění požárních stanic   
Obr. 3.5  Využití Voroného diagramů v praxi 
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4. ZOBECNĚNÉ VORONÉHO DIAGRAMY 
Hrana Voroného diagramu mezi dvěmi úsečkami představuje základní prvek pro 
konstrukci zobecněných Voroného diagramů. Její konstrukce již není tak jednoduchá jako u 
klasického diagramu.  V této kapitole budou popsány jednotlivé části, ze kterých se hrana 
skládá a bude popsán i základní postup konstrukce hrany mezi dvěmi různoběžnými 
úsečkami. Pro rovnoběžné úsečky je tento postup velice podobný a v některých částech i 
jednodušší. Pro konstrukci Voroného diagramu pro úsečky můžeme využít algoritmu 3.3.  
 
4.1. Typy hran 
Hranu mezi dvěmi úsečkami si můžeme rozdělit na několik částí. Tyto části mohou 
být úsečkami nebo parabolickými oblouky. Pokud přechází část tvořená parabolickým 
obloukem do části tvořené úsečkou, musí přímí úsek na parabolu tečně navazovat. Rozdílné 
tvary hran jsou způsobeny měřením vzdálenosti mezi prvky množiny P . Vzdálenost bodu p  
od úsečky L  bude nejmenší vzdálenost bodu p  k bodu ip  , ležícím na úsečce L . 
 
( ) ( ){ }LpppdLpd ii ∈= ,min,        (4.1) 
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Na Obr. 4.1 jsou vidět tvary hran  rozdělené do tří základních typů. 
• Typ 1T  Úsečka 
Hrana mezi dvěmi koncovými body ip  a jp . (Obr. 4.1 a)   
• Typ 2T  Parabolický oblouk 
Body hrany musí mít stejnou vzdálenost k bodu ip  a úsečce jL . Výsledná 
parabola bude mít ohnisko v bodě ip , úsečka jL  bude představovat řídící 
přímku. (Obr. 4.1 b) 
• Typ 3T  Úsečka 
Hrana bude vytvořena podle rovnice 4.1. Vzniklá úsečka bude půlit úhel 
mezi úsečkami iL a jL . (Obr. 4.1 c)  
 
4.2. Konstrukce hrany mezi dvěmi různoběžnými úsečkami 
Hrana mezi dvěmi úsečkami iL  a jL  rozdělí rovinu 2R  do dvou oblastí ( )iLV  a ( )jLV . Pro body v těchto oblastech bude platit rovnice 4.2. 
( ) ( ) ( )iji LVpLpdLpd ∈∀≤ ,,        (4.2)  
Konstrukci hrany si rozdělíme do dvou částí. V první vytvoříme všechny přímé úseky a ve 
druhé vyplníme mezery mezi přímými úseky částmi parabol. 
 
4.2.1. Přímé úseky hran 
Přímé úseky podle Obr. 4.1 mohou být typu 1T  nebo 3T . První typ 1T  je vytvořen 
z bisektorů koncových bodů úseček 1u , 2u .  Pro vytvoření hran tohoto typu výjdeme 
z rovnice bisektoru, jen omezíme její platnost. Omezený bisektor již nebude přímka ale 
polopřímka platná od určitého bodu na (Obr. 4.1 c) začíná v bodě  1E  respektive v 4E  a 
pokračuje do nekonečna. Pro prezentaci Voroného diagramu na počítači vytvoříme kolem 
všech prvků množiny P obálku B∂ . Body 0E  a 5E  představují průsečíky přímých částí hran 
s obálkou B∂ .  Dostáváme tak úsek 10 , EE  vytvořený z bisektoru ( )42 ,wwb  a úsek 54 , EE  
vytvořený z ( )31, wwb .  
Při konstrukci hrany typu 3T  nepoužijeme přímo rovnici 4.1 ale využijeme toho, že 
hrana typu 3T  půlí úhel α  svíraný úsečkami 1u , 2u . Oběmi úsečkami vedeme přímky a 
vypočítáme si jejich průsečík I . Průsečíkem pak vedeme přímku n  půlící úhel α . Hledaná  
hrana bude ležet na přímce n  mezi body 2E  a 3E . Koncovými body obou úseček vedeme 
kolmice na každou z nich, nová přímá část musí ležet mezi vnitřními průsečíky těchto kolmic 
s přímkou n . Dostaneme poslední přímou část celé hrany 32 , EE  viz Obr. 4.2 (a). 
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           (a)                         (b) 
Obr. 4.2  Konstrukce hrany mezi dvěmi různoběžnými úsečkami 
 
4.2.2. Parabolické oblouky 
V posledním kroku zbývá vyplnit mezery mezi přímými úseky 10 , EE  , 32 , EE  a 
54 , EE  , 32 , EE . Tyto části budou typu 2T  a v paměti počítače budou uloženy jako 
posloupnosti bodů ležících na parabolickém oblouku. Vypočítat jednotlivé body pomocí 
obecné rovnice paraboly v rovině by bylo obtížné, proto se budeme snažit převést obecnou 









           (4.3) 
Z této rovnice snadno určíme funkční hodnoty pro libovolné hodnoty x . Aby obecná 
parabola v rovině přešla do tohoto tvaru musíme ztotožnit osu x s řídící přímkou paraboly a 
posunout souřadným systémem tak, aby ohnisko paraboly leželo na ose y. Ohnisko paraboly 
pak bude mít transformované souřadnice [ ]TFyF ,0=  a parametr paraboly bude mít hodnotu 
2
Fyp = . 
Pro matematický popis této transformace musíme použít translaci vektoru v rovině a 
rotaci vektoru kolem počátku. K oběma transformacím musíme znát i inverzní vztahy. Pro 
zjednodušení výpočtů transformací zavedeme homogenní souřadnice. Homogenní souřadnice 
nám dovolí vyjádřit obě transformace pomocí jedné transformační matice. Poloha bodu 
v rovině vyjádřená pomocí homogenních souřadnic je určena trojicí souřadnic [ ]TwyxP ,,= . 
Souřadnice w  se nazývá váha bodu a pro naši úlohu bude 1=w . Ještě si uvedeme obě 
transformace pro homogenní souřadnice. Při jejich skládání přidáváme později prováděné 
transformace zleva. Jestliže výsledná transformace nejprve posune počátek souřadného 
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systému a pak ho otočí musí inverzní transformace postupovat zrcadlově, tedy nejprve provést 
inverzní rotaci a potom inverzní translaci. Je důležité v jakém pořadí se jednotlivé 
transformace použijí a jejich pořadí nelze libovolně zaměňovat. 
 
Matice transformace rotace ( )αR  pro homogenní souřadnice a inverzní vztah ( )α1−R .     
 
( )
( ) ( )

















αR , ( ) ( )
( ) ( )


















αα RR  (4.4) 
 
Matice transformace translace ( )tt YX ,T  bodu P  je určena vektorem posunutí  













































YXYX TT    (4.5) 
 
Pro algoritmus vzorkování musíme určit ještě vhodný vzorkovací krok. Úsek paraboly 
bude aproximován posloupností úseček. Na délce vzorkování bude záviset vzhled hrany a 
rychlost algoritmu. Pokud zvolíme příliš velký krok může se stát, že celá parabola bude 
aproximována pouze jednou úsečkou. Tento případ ale nemusí nutně vadit například na (Obr. 
4.1 c) . Výsledná hrana mezi dvěmi úsečkami bude uložena jako posloupnost přímých úseků 
{ }54433210 ,,,,,,, EEEEEEEE . Pokud zvolíme vzorkovací krok příliš malý zpomalíme tím 
celý Přírůstkový algoritmus a znesnadníme další práci s touto hranou. Délky vzorkovacího 
kroku proto nebudeme považovat za konstantu ale za jeden z parametrů. Pokud se nám bude 
zdát aproximace příliš hrubá můžeme ji zlepšit zmenšením vzorkovacího kroku a naopak. 
Při implementaci algoritmu může nastat případ, kdy jeden z krajních bodů nebude 
ležet uvnitř obálky B∂ . Nejdříve si proto určíme jestli bod, ze kterého budeme vycházet leží 
uvnitř B∂ . Pokud neleží začneme v opačném bodě a vzorkování skončíme pokud narazíme na 
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___________________________________________________________________________ 
4.1 Konstrukce hrany typu 2T  
Vstup  : řídící přímka paraboly n  zadaná dvěma body { }21, nn , 
   ohnisko paraboly [ ]TFF yxF ,= , 
   koncové body úseku paraboly SE , EE , 
   vzorkovací krok x∆  
Výstup : pole bodů { }nppparray ,,, 21 K=  
Algoritmus : 1) Výpočet průsečíku [ ]TII yxI ,=  přímky n  s přímkou  
d , dFnd ∈⊥  

















3) Sestavení transformační a inverzní matice. 
( ) ( )TT yx −−= ,TRA α , 
( ) ( )α−=− RTA TT yx ,1  
4) Transformace vstupních parametrů 
( ) FyxF TT ⋅−−= ,,' αA , 
( ) 1'1 ,, nyxn TT ⋅−−= αA  , 
 ( ) 2'2 ,, nyxn TT ⋅−−= αA  
( ) STTS EyxE ⋅−−= ,,' αA ,  
( ) ETTE EyxE ⋅−−= ,,' αA  













   5.1) '
SE
xx = , 0=i  
   5.2) xxx ∆+←  
   5.3) ( )[ ]TxyxP 1,,' =  
   5.4) [ ] '1 ),,( Pyxiarray TT ⋅−= − αA , 1+← ii  
   5.5)  if ( Bxxx
EE
∂∉∧≠ ) then krok 5.2 
  6) Výstup = array   
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4.3. Závěr  
Voroného hrana mezi dvěmi úsečkami je základním prvkem pro složitější typy 
zobecněných Voroného diagramů například Voroného diagramu pro konvexní polygony. 
Implementace popsaných algoritmů je složitější než u klasického Voroného diagramu. Od 
začátku výpočtu je vhodné používat homogenní souřadnice jak pro výpočty přímých částí tak 
i pro úseky parabol. Díky nim můžeme využívat základní transformace pro práci s vektory 
grafických knihoven jako jsou například Open-GL nebo DirectX .  
Zobecněný Voroného diagram pro úsečky byl použit při zkoumání vlivu výfukových 
plynů na stromy podél rychlostních komunikací. Zaninetti použil zobecněný Voroného 
diagram pro úsečky v trojrozměrném prostoru při analýze rozmístění galaxií ve vesmíru. 
Dalším druhem aplikací jsou rozpoznávání obrazů a počítačové vidění. Voroného diagram 
vytvoří kostru objektu, podle které může být daný objekt identifikován.     
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5. PŘEKÁŽKY 
5.1. Konvexní polygony 
V bodovém Voroného diagramu byly prvky množiny P  body rozmístěné v rovině. 
Pro popis složitějších překážek nevystačíme jen z body. Proto kolem každé překážky 
vytvoříme její konvexní obálku. Prvky množiny P  nyní budou konvexní obálky iO všech 
překážek rozmístěných v rovině. 
{ } ∞≤≤∈= nOOOP n 1,,, 221 RK       (5.1) 
 
Nový polygon 1+nO  smíme přidat do množiny P , pokud platí : 
POOO iin ∈∀=+ φI1         (5.2)  
 
Každý polygon POi ∈  bude určen svou geometrií a vektorem rychlosti iv . Musíme 
proto navrhnou vhodnou datovou strukturu reprezentující konvexní polygon, jeho geometrii a 
rychlost. Jednotlivé konvexní obálky budou určeny svými vrcholy zadanými v globálním 
souřadném systému { }mi wwwO ,,, 21 K= . 
 
5.2. Lokální souřadný systém obálky 
Pro každý polygon si určíme lokální souřadný systém, který bude posunutý vůči 
globálnímu souřadnému systému o vektor offsetr  a jeho počátek  bude ležet v bodě 
[ ]Toffsetoffseti yxo ,= . Pro polygon { } PwwwO mi ∈= ,,, 21 K  určíme počátek lokálního 
souřadného systému následovně. 
mjxx joffset K1)(min ==         (5.3)   
mjyy joffset K1)(max ==         (5.4) 
 
Bod [ ]Tyxp ,=  s rádius vektorem r  zadaný v globálním souřadném systému 
můžeme  převést do nového lokálního souřadného systému pomocí rovnice 5.5.  
offsetlok rrr −=           (5.5)  
Vektorem lokr  jsou určeny souřadnice bodu p  v novém souřadném systému viz. Obr. 
5.1. Všechny vrcholy zadaného polygonu si přepočítáme do tohoto souřadného systému. 
Změnu polohy polygonu lze jednoduše popsat jako posun lokálního souřadného systému vůči 
globálnímu. Jestliže vektorem offsetr  bude určena počáteční poloha lokálního souřadného 
systému, pak jeho polohu v čase t  vyjádříme : 
tvrr ioffset
t
offset ⋅+=           (5.6) 
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Převedené body polygonu iO  si očíslujeme proti směru hodinových ručiček a uložíme 
si je  jako dvojice, které spolu tvoří hrany. 
































Obr. 5.1  Konvexní obálky 
 
5.3. Těžiště obálky 
Ke každému polygonu iO  si vypočítáme i polohu  jeho těžiště v lokálním souřadném 
systému. Protože výpočet těžiště obecného konvexního polygonu může být složitý, rozdělíme 
si celý polygon na jednotlivé trojúhelníky, ze kterých je složen. Pokud si vybereme jeden 
vrchol polygonu společný pro všechny trojúhelníky pak počet trojúhelníků potřebných pro 
vyplnění polygonu bude 2−m . Těžiště obecného trojúhelníka zadaného vrcholy 











       (5.8) 
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Obsah trojúhelníka vypočítáme pomocí vektorového součinu. 








        (5.9) 
Těžiště polygonu vypočítáme následujícím algoritmem. 
___________________________________________________________________________ 
5.1 Výpočet těžiště konvexního polygonu  
Vstup  : { } mjwwu jjj K1, 1 == +  
Výstup : [ ]TTT yxT ,=  
Algoritmus : 1) Pro )1(2 −= mi K  
1.1) Výpočet těžiště a obsahu trojúhelníka s vrcholy  
 11 ,, +ii www . 







































1.4) Výstup = [ ]TTT yx ,  
 
5.4. Kolmé vektory k hranám polygonu 
Pro snadnější konstrukci hrany Voroného diagramu mezi dvěmi konvexními polygony 
si ke každému polygonu vypočítáme jednotkové vektory kolmé k jednotlivým hranám 
směřující ven z polygonu. Kolmé vektory sestrojíme rotací vektorů jednotlivých hran 
polygonu o úhel 
2
pi
 . Obecná rotace vektoru v rovině kolem počátku souřadného systému o 











αR         (5.10) 
 
Pro zadané hrany polygonu  { } mjwwu jjj K1, 1 == +  vypočítáme kolmé vektory je  pomocí 
rotace dosazením za 
2
pi









        (5.11)  
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e =           (5.12) 
Zbývá ještě určit, jestli vektor je  směřuje ven z polygonu iO . Sestrojíme si testovací 
bod jjt erp += , který může ležet nalevo nebo napravo od úsečky ju . Body úsečky ju  
vedeme přímku, která rozdělí rovinu 2R  do dvou polorovin. Jestliže bod tp  a těžiště 
polygonu T  leží v různých polorovinách, směřuje vektor je  ven z polygonu. Pokud leží oba 
ve stejné polorovině musíme vektor je  otočit na opačnou stranu vynásobením číslem -1. 
 
5.5. Kolize polygonů 
Při pohybu dvou a více polygonů bude zcela jistě docházet k vzájemným srážkám. 
Vzniklé kolize musíme umět rychle detekovat a také na ně zareagovat.Detekce kolizí je jedna 
z úloh počítačové geometrie. Nejčastějším případem bývá ohraničení obecného pohybujícího 
se objektu právě obálkou, tedy tělesem s velmi jednoduchou geometrií. Test kolize je 
převeden na určení průniku dvou obálek. Existuje několik běžných typů obálek jako jsou 
koule, orientovaný kvádr, orientovaný rovnoběžnostěn viz. Obr. 5.2. Výběr typu obálky pak 
ovlivní přesnost vzniklé kolize. Pro příklad použití koule mohou vznikat kolize, při kterých 
budou oba objekty od sebe značně daleko. 
 
     Obr. 5.2  Nejčastější druhy používaných obálek  
 
Pro naší úlohu předpokládáme, že jsou objekty popsány svými konvexními obálkami 
typu k-DOP. Pokud při kolizi dvou polygonů některý vrchol prvního polygonu bude ležet 
uvnitř nebo na hraně druhého polygonu pak oba podle rovnice 5.2 nepatří do množiny P  a 
nám se již nepodaří vytvořit Voroného diagram. Proto pro větší bezpečnost každou obálku 
přiměřeně zvětšíme. Kolize nastane pokud některý vrchol obálky prvního polygonu bude ležet 
uvnitř obálky druhého polygonu. Reakce na vzniklou kolizi je již individuální záležitostí 
každé aplikace. Pro tento model bude zcela postačovat iluze odrazu. Předpokládejme, že jsme 
zjistili kolizi mezi dvěmi polygony jiOO ji ≠, , iluze odrazu dosáhneme vzájemnou 
výměnou rychlostí obou polygonů. 
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___________________________________________________________________________ 
5.2 Poloha bodu vůči konvexnímu polygonu 
Vstup  : Konvexní polygon iO ,testovaný bod [ ]Tyxp ,= a jeho rádius vektor r  














     
Algoritmus : 1) 1=y  
2) Pro mi K1=  
2.1) { }1, += iii wwu   
 ii rrs −= +1  
 rrt i −=  
 )( tssignf i ×=  
2.2) if ( 0>if ) then 0←y  ,  krok 3. 
3) Výstup = y  
 
5.6. Informace uložené o konvexním polygonu 
 
• Vrcholy polygonu { }mwww ,,, 21 K , seřazené proti směru hodinových 
ručiček. 
• Hrany polygonu { }muuu ,,, 21 K . 
• Počátek lokálního souřadného systému io  a rádius vektor offsetr . 
• Těžiště polygonu T . 
• Kolmé vektory k jednotlivým hranám { }meee ,,, 21 K . 
• Rychlost polygonu iv
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6. HRANA ZOBECNĚNÉHO VORONÉHO DIAGRAMU PRO KONVEXNÍ 
POLYGONY 
Při návrhu algoritmu pro konstrukci hrany zobecněného Voroného diagramu pro 
konvexní polygony výjdeme z jednoduché úvahy. Pokud bude množina P  obsahovat jen dva 
konvexní polygony v celém diagramu bude vytvořena jen jedna hrana ležící mezi oběma 
polygony. Na konvexních polygonech proto musí existovat alespoň jedna dvojice úseček, 
každá ležící na jiném polygonu, které budou tvořit tuto Voroného hranu nebo alespoň její 
část. Předešlá věta platí jak pro konvexní tak i pro nekonvexní polygony. Úsečkami jsou 
myšleny hrany jednotlivých konvexních polygonů. Ve dvojici jsou vždy dvě hrany, každá 
ležící na jiném polygonu. Dvojic může být i několik a není vyloučeno ani opakování. Úsečka 
ležící na prvním polygonu tvořící část Voroného hrany s úsečkou ležící na druhém konvexním 
polygonu může tvořit i další část výsledné hrany se sousední úsečkou na druhém polygonu.  
Prvním krokem pro sestrojení hrany bude nalézt první dvojici úseček. Od ní se bude 
postupně vytvářet celá hrana Voroného diagramu pro konvexní polygony. První dvojice musí 
vždy tvořit hranu i kdyby žádná další dvojice neexistovala. K jejímu nalezení si představíme 
dva konvexní polygony o nekonečně mnoha hranách. Konvexní polygony by se podobaly 
elipsám a pro nalezení první dvojice úseček by stačilo spojit těžiště obou elips. Průsečíky na 
obou elipsách by představovaly první vhodnou dvojici úseček. U konvexních polygonů 
s méně hranami dávají průsečíky dobrý počáteční odhad o první dvojici a ve většině případů 
to budou úsečky na nichž leží průsečíky, které vytvoří první část celé hrany. Pokud zjistíme, 
že odhadnuté úsečky netvoří první vhodnou dvojici musíme prozkoumat i kombinace 
okolních úseček a to vždy následující úsečku od první odhadnuté na každou stranu. Mezi nimi 
vhodná dvojice existuje jen ji musíme vybrat.   
 












                (a)               (b)  
    Obr. 6.1  Hledání první vhodné dvojice úseček 
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Na (Obr. 6.1 a) určíme jako první odhad úsečky jOu ∈4  a iOu ∈2 . Jak je ale vidět obě 
úsečky spolu netvoří vhodnou dvojici. Místo ní bude vhodnější vybrat dvojice ( )ij OuOu ∈∈ 14 ,  a ( )ij OuOu ∈∈ 23 , . Další dvojice již na polygonech nenajdeme. Pokud 
výjdeme z prvního odhadu a postupujeme podle postupu hledání dalších dvojic vzniknou další 






    Obr. 6.2  Kombinace okolních úseček 
Malou změnou pozice polygonu jO  na (Obr. 6.1 b) najdeme první vhodnou dvojici při 
spojení těžišť obou polygonů a nalezení průsečíků úsečky s hranami polygonů ( )ij OuOu ∈∈ 24 , . 
Mezi první dvojicí úseček vytvoříme hranu Voroného diagramu pro úsečky. Postup 
konstrukce byl popsán v kapitole 4 a zapamatujeme si polohu bodů 32 , EE  na první hraně. 
Úsečka mezi body 32 , EE  je vytvořena první dvojicí a nebude již změněna. Ostatní části hrany 
tvoří koncové body, které jsou společné pro dvě sousední úsečky ležící na stejném konvexním 
polygonu. Tyto části proto mohou být změněny dalšími nalezenými dvojicemi. Pořadí 
přidávání dvojic nemůže být náhodné ale musí základní část hrany vytvořenou mezi první 
dvojicí rozšiřovat směrem od první dvojice dále.        
6.1. Určení vhodných dvojic 
Zatím nebylo popsáno jak určit, jestli dvě libovolné úsečky tvoří vhodnou dvojici, 
mezi kterou musíme vytvořit hranu Voroného diagramu pro úsečky. Máme-li zadané dvě 
úsečky jk Ou ∈ , jiOu il ≠∈  obě musí splňovat několik podmínek abychom mohli požít 
postupy popsané v kapitole 4. Obě úsečky budou zadány dvojicí svých koncových bodů 
{ }21, wwuk = , { }43 , wwul =  a jednotkovým kolmým vektorem ke , le . Tyto vektory směřují 
ven z polygonu, na kterém každá úsečka leží.  
 
První podmínkou bude, že z úsečky ku  musí být vidět alespoň část úsečky lu . To 
stejné musí platit i naopak pro úsečku lu . 
 
Polohu bodu [ ]Tyxw 333 ,=  vůči úsečce ku  zadané body [ ]Tyxw 111 ,= , [ ]Tyxw 222 ,=  
můžeme vyjádřit rovnicí 6.1. 













13121312 xxyyyyxxsign        (6.1) 
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Pokud bude bod 3w  ležet napravo od úsečky ku  bude výsledkem rovnice 6.1 číslo -1, 
pokud bude bod 3w  ležet nalevo od úsečky ku bude výsledkem číslo 1. Úsečka lu  bude 
viditelná z úsečky ku  pokud oba její body 3w , 4w  po dosazení do rovnice 6.1 budou mít 
stejný nenulový výsledek a zároveň budou oba body leže ve směru vektoru ke .  
Dále musíme ověřit vzájemnou polohu dvojice úseček pomocí kolmic vedených 
z koncových bodů každé z nich. Podle nich jsou rozděleny jednotlivé části hrany Voroného 




















              Obr. 6.3  Posuzování polohy dvojice úseček  
 
Pro dvojici úseček { }2313 , OuOu ∈∈  na Obr. 6.3  sestrojíme ke každé z úseček 
kolmice a najdeme jejich vzájemné průsečíky. Mezi úsečkami bude vytvořena hrana pokud 
alespoň jeden z průsečíků bude ležet uvnitř obálky B∂ , z každé úsečky bude viditelný alespoň 
jeden libovolný průsečík a zároveň bude součet viditelných průsečíků obou úseček větší nebo 
roven třem. Pro dvojici rovnoběžných úseček bude postačovat splnění první podmínky, 
protože nebude možné najít průsečíky kolmic. 
6.2. Vytvoření hrany Voroného diagramu pro konvexní polygony 
Voroného hrana pro konvexní polygony bude složena z několika  Voroného hran  pro 
úsečky. Již víme jak najít první dvojici úseček a jak poznat, jestli máme mezi dvojicí úseček 
vytvořit část hrany. Nyní se od první dvojice odrazíme a vytvoříme celou Voroného hranu pro 
konvexní polygony. Postup vytváření hrany bude popsán pro dvojici polygonů na Obr. 6.4. 
Nejprve najdeme první dvojici úseček a vytvoříme mezi nimi Voroného hranu (Obr. 6.4). 
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Z první dvojice si vybereme jednu úsečku za výchozí a najdeme všechny ostatní úsečky na 
sousedním polygonu, se kterými ještě tvoří dvojice. Máme-li první dvojici ( )iyjx OuOu ∈∈ ,  
a hrany na každém z konvexních polygonů jsou označeny vzestupně proti směru hodinových 
ručiček, zvolíme si výchozí úsečku xu  na polygonu jO   (Obr. 6.5). Výjdeme z úsečky yu  a 
postupujeme proti směru hodinových ručiček po polygonu iO   zvyšováním  indexu y . 
Každou novou úsečku otestujeme jestli netvoří dvojici s úsečkou xu . Pokud jsme takovou 
dvojici našli vytvoříme Voroného hranu mezi těmito dvěmi úsečkami a připojíme ji k celkové 
hraně. V průchodu pokračujeme tak dlouho dokud nenarazíme na první úsečku yu , se kterou 
již xu  netvoří dvojici nebo pokud neprojdeme přes všechny úsečky na polygonu iO . Pokud 
jsme prošli přes všechny hrany polygonu iO  můžeme ukončit celý algoritmus vytváření hrany 
mezi konvexními polygony. V prvním případě si uložíme index na úsečku polygonu iO  v 
poslední nalezené dvojici do proměnné boundaryccw_ . 
 Stejný postup provedeme i opačným směrem. Výjdeme opět z první dvojice a 
procházíme úsečky na polygonu iO  po směru hodinových ručiček snižováním indexu y . 
Každou novou úsečku na polygonu iO  opět otestujeme jestli netvoří dvojici s úsečkou xu . 
Pokud jsme takovou dvojici našli vytvoříme Voroného hranu mezi těmito úsečkami a 
připojíme ji k celkové hraně. V průchodu pokračujeme dokud nenarazíme na úsečku yu , se 
kterou již úsečka xu  netvoří dvojici nebo dokud nedojdeme k úsečce označené indexem 
boundaryccw_ . Pokud jsme při průchodu obešli polygon iO  až k indexu boundaryccw_  
můžeme skončit algoritmus  vytváření hrany. V opačném případě si uložíme index na úsečku 
polygonu iO  v poslední nalezené dvojici do proměnné boundarycw_ . 
Pokud jsme při obou průchodech neukončili algoritmus musíme pokračovat 
přidáváním dalších dvojic. Zatím jsme se pohybovali jen po polygonu iO  a hledali dvojice 
s úsečkou xu . Nyní přejdeme z úsečky xu na další úsečku polygonu jO  proti směru 
hodinových ručiček zvýšením indexu x . Na polygonu iO  postupujeme po směru hodinových 
ručiček z úsečky, jejíž index jsme si uložili do proměnné boundaryccw_  a postupně 
snižujeme jeho hodnotu. Nové úsečky označíme yu . Každou novou úsečku yu  otestujeme, 
jestli tvoří dvojici s úsečkou xu . Pokud takovou dvojici najdeme vytvoříme Voroného hranu 
mezi úsečkami ve dvojici a připojíme ji k celkové hraně. Po polygonu iO  procházíme tak 
dlouho dokud  neprojdeme přes úsečku uloženou v boundarycw_  a nenajdeme úsečku yu , 
která již netvoří dvojici s aktuální úsečkou xu  na polygonu jO nebo pokud se při průchodu 
nedostaneme až k úsečce uložené v boundaryccw_ .  Pokud dojdeme až k úsečce označené 
jako boundaryccw_  ukončíme celý algoritmus. V opačném případě jsme ukončili průchod 
na úsečce yu , která již netvořila dvojici s xu . Pokud jsme ale při průchod nalezli alespoň 
jednu novou dvojici úseček musíme pokračovat v průchodu proti směru ručiček na polygonu 
jO .Nejprve si uložíme do proměnné boundaryccw_  hodnotu boundarycw_  a do proměnné 
boundarycw_  index poslední úsečky yu , která ještě tvořila dvojici s xu . Po změně indexů 
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v obou proměnných přejdeme na další úsečku xu  na polygonu jO  proti směru hodinových 
ručiček zvýšením indexu x . Průchod proti směru ručiček na polygonu jO  ukončíme pokud se 
nám nepodaří najít žádnou novou dvojici.  
 Zbývá ještě projít polygon jO  opačným směrem tedy po směru hodinových ručiček, 
na polygonu iO  budou úsečky procházeny proti směru ručiček. V proměnných 
boundaryccw_  a  boundarycw_  musíme obnovit původní indexy, které v nich byly uloženy 
po nalezení první dvojice. V průchodu postupujeme podobným způsobem popsaným 
v předešlém odstavci. Liší se jen způsob výběru nových úseček na každém z polygonů. 
Celý algoritmus a střídání směrů si lze snáze představit jako otáčení dvou ozubených 
kol. Kdy jedno kolo se musí otáčet proti směru ručiček a spoluzabírající kolo zase opačným 
směrem, systematicky jsou prohledány všechny nadějné dvojice. Algoritmus nezkoumá 
zbytečné kombinace úseček, které spolu již na první pohled nemohou tvořit části hrany ale po 
nalezení první dvojice, která určitě tvoří alespoň část výsledné Voroného hrany mezi 
polygony prohledává okolní úsečky a postupně připojuje další části hrany.       
6.3. Spojení jednotlivých částí hrany  
Spojení jednotlivých částí do výsledné  hrany Voroného diagramu ( )ji OOe ,  je jednou 
z nejdůležitějších úloh. Výjdeme z první dvojice nalezených úseček ( )iyjx OuOu ∈∈ ,  , mezi 
kterými prochází hrana ( )yx uue ,  a postupně ji převedeme na  hranu ( )ji OOe ,  přidáváním 
dalších částí. U první hrany ( )yx uue ,  si uložíme i pozice bodů 32 , EE . Při přidávání nové 
části hrany musíme najít průsečík mezi hranou ( )yx uue ,  a novou částí ( )lk uue , . Nalezení 
správného bodu pro spojení dvou částí hran je složité vzhledem k obecnému tvaru obou částí 
hran. Při hledání průsečíku  ( )yx uue ,  a ( )lk uue ,  musíme pamatovat, že nemusí existovat jen 
jeden průsečík ale můžeme nalézt hned několik průsečíků, ze kterých budeme muset jeden 
vybrat. Místo hledání všech průsečíků se budeme snažit najít přímo průsečík pro spojení. 
Přidávaná část ( )lk uue ,  nezmění celou hranu ( )yx uue ,  ale jen její levou nebo pravou část. 
Díky postupu hledání vhodných dvojic vždy víme, jestli nová část rozšíří levou nebo pravou 
část hrany ( )yx uue , . U první části hrany ( )yx uue ,  vybereme z bodů 32 , EE  jeden, který  
bude představovat levou mez, druhý bude představovat pravou mez. Uspořádání bodů na levý 
a pravý je bráno vzhledem k polygonu jO . Předpokládejme, že levou mez bude představovat 
bod 2E  a pravou 3E . Po nalezení první vhodné dvojice prozkoumáváme další úsečky na 
polygonu iO  proti směru ručiček. Nová hrana ( )lk uue ,  proto bude rozšiřovat pravou část 
hrany ( )yx uue , , budeme hledat společný průsečík hran ( )yx uue , , ( )lk uue , . Stejně jako na 
hraně ( )yx uue ,  si uložíme polohy bodů 32 , EE  na hraně ( )lk uue ,  a rozdělíme je na pravou 
mez 3E  a levou mez 2E .  Průsečík budeme hledat na hraně ( )lk uue ,  od bodu 2E  směrem k  
0E . Na hraně ( )yx uue ,  budeme hledat průsečík od bodu 3E  směrem k bodu 5E . Pokud 
najdeme více společných průsečíků vybereme nejbližší k bodu 3E  ležícím na hraně ( )yx uue , . Po jeho nalezení musíme posunou pravou mez z bodu 3E  do bodu ležícího na části 
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nově přidané hrany ( )lk uue , , přesně do její pravé meze. Po spojení obou částí ( )yx uue ,  a 
( )lk uue ,  dostaneme novou hranu a nově  nastavené meze. V připojování dalších dvojic 
pokračujeme obdobným způsobem dokud existují další vhodné dvojice.  
 
Postup spojení dvou částí hran bude názorně ukázán na následujících obrázcích. Po 






















Obr. 6.4  Vytvoření první části zobecněné Voroného hrany 
 
V dalším kroku se posuneme po polygonu iO  proti směru ručiček z úsečky 1u  na 
úsečku 2u . Úsečka 2u  tvoří s úsečkou  1u  druhou dvojici úseček ( )ij OuOu ∈∈ 21 ,  mezi 
nimiž musíme vytvořit hranu ( )21, uue   (Obr. 6.5) a spojit ji s první vytvořenou částí 
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7. DATOVÉ STRUKTURY PRO PREZENTACI VORONÉHO DIAGRAMU 
Klasický Voroného diagram můžeme uložit v paměti počítače do standardně 
používaných datových struktur pro uložení obecného grafu jako je seznam následníků nebo 
matice incidence. Pokud by jsme ale chtěli získat seznam všech vrcholů Voroného polygonu 
( )ipV  nebo seznam všech sousedních Voroného polygonů okolo ( )ipV  byla by tato úloha 
složitá. Proto se pro uložení Voroného diagramu používá datová struktura nazývaná windeg-
edge. V ní je uložen dostatek informací o vzájemných vztazích mezi vrcholy a hranami grafu. 
Jak bylo popsáno v kapitole 3.2 některé Voroného polygony ( )ipV ο  nemusí být 
ohraničené. Neohraničené oblasti by velice ztížily uložení a průchod grafem. Proto se budeme 
snažit ohraničit všechny prvky v množině P . Kolem všech prvků v množině vytvoříme 
uzavřenou obálku B∂ , kterou celý graf ohraničíme. Obálka bude představovat hranu 
vytvořenou mezi prvky množiny P  a polygonem 
∞
O . Polygon 
∞
O  bude myšlený polygon 
v nekonečnu podobně jako bod 
∞
p  pak bude uložen i 
∞
O  v kořenu stromu Quadtree. 
 







( )2110 , OOe
( )322 , OOe
( )424 , OOe
( )311 , OOe
( )538 , OOe
( )519 , OOe
( )657 , OOe
( )636 , OOe
( )645 , OOe
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Struktura  windeg-edge předpokládá, že hrana Voroného diagramu má charakter 
úsečky spojující dva vrcholy v grafu ale už u zobecněného Voroného diagramu pro úsečky 
byly hrany  složené z přímých a parabolických částí. Proto se budeme snažit vyjít ze struktury 
windeg-edge a doplnit do ní některé informace o tvaru hrany.Na Obr. 7.1 můžeme vidět 
zobecněný Voroného diagram pro množinu konvexních polygonů { }621 ,,, OOOP K= . 
Hrany  Voroného diagramu jsou označeny 1521 , eee K  a vrcholy Voroného diagramu 101 VV K . 
Základním prvkem celého diagramu jsou hrany. 
7.1. Hrana zobecněného Voroného diagramu 
V objektově orientovaném jazyce bude hranu reprezentovat třída. V ní budou uloženy 
všechny důležité informace o hraně a jejím okolí. 
Na Obr. 7.1 můžeme vidět dva druhy hran. Jedny leží mezi polygony z množiny P , 
druhé představují části obálky B∂  tj. hrany 1514131211 ,,,, eeeee , které budeme nazývat vnějšími 
hranami zobecněného Voroného diagramu. O každé nové hraně si uložíme, jestli se jedná o 
vnější nebo vnitřní hranu diagramu. 
Každá hrana Voroného diagramu spojuje dva Voroného vrcholy. Tvar hrany bude ve 
třídě uložen jako pole po sobě jdoucích bodů. V tomto poli budou vždy vrcholy uloženy na 
první a poslední pozici, směr hrany budeme chápat jako cestu od prvního prvku k poslednímu. 
Nejedná se o orientaci hrany v pravém smyslu, cesta po hraně bude možná i opačným směrem 
od koncového vrcholu k počátečnímu. Ostatní body v poli určují geometrii samotné hrany 
mezi dvěma Voroného vrcholy. 
Hrana Voroného diagramu od sebe odděluje dva Voroného polygony, v Obr. 7.1 např. 
hrana 1e  odděluje polygony ( )1OV  a ( )3OV . Indexy na oba konvexní polygony si uložíme 
v navrhované třídě jako levý a pravý polygon hrany 1e  . Levý polygon hrany 1e  bude ležet 
vlevo po směru hrany tedy od počátečního vrcholu směrem ke koncovému. Pro hranu 1e  bude 
její levý polygon 1O a pravý polygon 3O . Takto uložené informace o konvexních polygonech 
využijeme například v algoritmu hledání nejbližšího souseda  (the Nearest neighbour search). 
Samotná hrana by neměla smysl pokud by jsme ji nemohli propojit s ostatními 
hranami v diagramu. V každém vrcholu hrany bude hrana spojena s ostatními hranami – 
svými následníky. Pro nedegenerovaný graf by do každého vrcholu Voroného diagramu vedly 
tři hrany. Hrana by byly propojena v každém svém vrcholu se dvěmi sousedními hranami. 
Výsledný počet hran Voroného diagramu by mohl být vypočítán podle Eulerovy rovnice 7.1.   
 
( ) 21 =+−+ Ve nnn          (7.1)         
 
Kn   počet prvků množiny P 
Ken  počet všech hran Voroného diagramu   
KVn  počet všech vrcholů Voroného diagramu  
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Z rovnice 7.1 můžeme určit největší počet hran a vrcholů ve Voroného diagramu. 
 
33 −≤ nne           (7.2) 
22 −≤ nnV           (7.3) 
 
Při popisu hran a jejich následníků bude používáno anglických názvů. Predecessor  
podle Obr. 7.2 bude označovat hranu, která navazuje na hranu e  ve startovním vrcholu. 
Successor označuje navazující hranu na e  v cílovém vrcholu. Označení ccw a cw popisují 
směr přechodu z hrany e  na její predecessor nebo successor. Přechod může být proti směru 
hodinových ručiček (ccw) nebo po směru ručiček (cw).  


























Obr. 7.3  Spojení více hran v jednom vrcholu 
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U degenerovaných grafů může z vrcholů vést libovolný počet hran. U každé z nich 
musíme rozhodnou, která z navazujících hran bude označen jako ccw predecessor a  cw 
predecessor. Příklad můžeme vidět na Obr. 7.3, kde do jednoho vrcholu vedou čtyři hrany. 
Abychom mohli rozhodnou o pořadí následníků hrany 0s musíme znát směry, pod kterými 
hrany vstupují do vrcholu. V každém z vrcholů hrany si sestrojíme tečnu, která bude 
popisovat směr hrany v okolí vrcholu. Směr tečny si uložíme jako jednotkový vektor 
směřující ven z hrany. Směrový vektor ve startovním vrcholu označíme pred  a vektor 
v cílovém vrcholu succ . Na Obr. 7.3 jsou směrové vektory hran označeny 3210 ,,, ssss . Nyní 
již můžeme uspořádat vektory následníků 321 ,, sss  vůči hraně 0s . Hrany uspořádáme 
vzestupně podle hodnoty úhlu, který svírají směrové vektory. 

















=δ      (7.4)     
Znaménko úhlu bude záviset na vektorovém součinu iss ,0 . Pro všechny tři hrany si 
vypočítáme hodnotu úhlu δ , hrana s nejmenší hodnotou bude hledaný ccw predecessor a 
hrana s největší hodnotou cw predecessor. Návrh třídy reprezentující hranu by měl vyhovovat 
i možné degeneraci grafu. Degenerace diagramu nejčastěji nastane pokud jsou všechny 
překážky ohraničené stejnými obálkami a překážky jsou v prostoru rozmístěny podle rastru. 
Do třídy přidáme dvě pole, ve kterých budou uloženy ukazatele na následníky v každém z 
vrcholů. V prvním budou uloženy ukazatele na všechny následníky ve startovním vrcholu, 
pole nazveme predecessors . Do druhého uložíme ukazatele na následníky v cílovém vrcholu 
hrany a nazveme ho successors. Ukazatele v polích seřadíme vzestupně podle rovnice 7.4. 
Seřazením ukazatelů v poli predecessors bude v prvním prvku uložen ukazatel na hranu 
označenou jako ccw predecessor a v posledním prvku pole ukazatel na cw predecessor. Tyto 
hrany mají důležitý význam. Pokud budeme chtít projít všechny hrany Voroného polygonu 
( )iOV  proti směru hodinových ručiček budeme procházet po hranách označených 
ccw.V tabulce Tab. 1 jsou popsány všechny hrany grafu na Obr. 7.1 . O každé hraně můžeme 
v prvních dvou řádcích rychle najít, které konvexní polygony odděluje. V dalších dvou 
řádcích najdeme navazující hrany ze startovního vrcholu, v posledních dvou řádcích 
navazující hrany v cílovém vrcholu. 
 
Tabulka 1  Hrany Voroného diagramu (Obr. 7.1) 
hrana e1 e2 e3 e4 e5 e6 e7 e8 e9 e10 e11 e12 e13 e14 e15 
levý polygon O1 O3 O4 O4 O4 O6 O5 O5 O1 O2 O2 O4 O5 O6 O1 
pravý polygon O3 O2 O3 O2 O6 O3 O6 O3 O5 O1 O∞ O∞ O∞ O∞ O∞ 
ccw 
predecessor e2 e10 e6 e2 e14 e8 e6 e1 e8 e1 e15 e11 e14 e12 e13 
cw predecessor e10 e1 e5 e3 e12 e7 e8 e9 e1 e2 e10 e4 e7 e5 e9 
ccw successor e9 e3 e4 e12 e3 e5 e13 e7 e15 e11 e4 e5 e9 e7 e10 
cw successor e8 e4 e2 e11 e6 e3 e14 e6 e13 e15 e12 e14 e15 e13 e11 
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Voroného polygon ( )5OV  na Obr. 7.1 můžeme popsat jako uzavřenou cestu ve 
Voroného diagramu podle tabulky Tab. 1. Výjdeme z hrany 8e  a proti směru hodinových 












 → → → →  
 
7.2. Uložení zobecněného Voroného diagramu 
Již víme, že celý graf bude popsán pomocí objektů jednotlivých hran, které budou 
mezi sebou vzájemně propojeny pomocí ukazatelů. Pokud by tyto ukazatele nejen ukazovaly 
na své hrany ale zároveň i vlastnili paměť na objekty hran mohlo by se lehce stát, že při 
destrukci Voroného diagramu by byl některý ukazatel uvolněn vícekrát, což by vyvolalo 
vyjímku systému pro správu paměti (System memory manager). Obtížím se správou paměti se 
můžeme vyhnout několika způsoby. Jednou z možností je přenechat správu paměti 
operačnímu systému (garbage collector) . Program je od počátku brán jako vícevláknový a 
k hlavnímu vláknu programu je připojeno pracovní vlákno garbage collectoru starající se o 
alokaci a dealokaci paměti. Tento nástroj je implementován do jazyka C# a společnost 
Microsoft ho rozšířila i do dalších jazyků. Další možností je přenechat zodpovědnost za 
ukazatele na třídách tzv. chytrých ukazatelů (smart pointers). U tříd chytrých ukazatelů 
musíme zvolit strategii držení ukazatele. Pro uložení Voroného diagramu bude vyhovovat 
strategie počítání referencí. Chytré ukazatele můžeme najít v mnoha knihovnách. Jsou to 
například knihovny STL, Loki, Boost a další. Více informací o chytrých ukazatelích je možno 
najít v [8].  Obě dvě popsané možnosti správy paměti mají své výhody a záleží jen, kterou 
z nich si vybereme nebo kterému jazyku dáváme přednost. 
Ukazatele na všechny hrany grafu si uložíme do asociativního seznamu. Asociativní 
seznam je speciální případ pole hodnot. Pro vložení položky do seznamu musíme vytvořit 
jedinečný klíč, podle kterého ji pak můžeme nalézt. Klíče představují nezáporné celočíselné 
hodnoty. Prvky jsou v asociativním seznamu uloženy jako dvojice (klíč + položka) a 
uspořádány podle hodnot klíčů jednotlivých prvků seznamu. Pro rychlé vyhledávání položky 
asociativní seznam používá algoritmus binárního vyhledávání. Celý Voroného diagram 
můžeme vykreslit na obrazovku jedním průchodem asociativního seznamu. Asociativní 
seznam hran zobecněného Voroného diagramu označíme edges.  
V předcházející kapitole (7.1) jsme procházeli po hranách Voroného polygonu ( )5OV . 
Protože je tento průchod důležitý při vyhledávání nejbližších sousedů a ořezávání nově 
přidávaných hran budeme se ho snažit co nejvíce zrychlit. Průchod kolem ( )5OV  jsme začali 
na hraně 8e , o které jsme zjistili z tabulky Tab. 1, že levý polygon hrany 8e  je právě 5O . 
Prvním řešením pro nalezení startovní hrany 8e  by byl průchod seznamem  edges dokud 
nenajdeme hranu jejíž levý nebo pravý polygon je 5O . Lepším řešením bude pokud si ke 
každému konvexnímu polygonu iO  z množiny P  uložíme i klíč jedné hrany ležící na 
Voroného polygonu ( )iOV . Pomocí klíče můžeme rychle najít startovní hranu seznamu 
edges.  Klíče si uložíme do pole a nazveme ho edge_around_polygon . 
 




   
 
  Tabulka 2  Klíče hran kolem jednotlivých polygonů 
 
Tabulka 2 představuje pole edge_around_polygon pro Obr. 7.1. Ke každému 
konvexnímu polygonu z množiny P  můžeme rychle najít jednu hranu, která ho odděluje od 
sousedního polygonu. K polygonu 5O  najdeme v poli edge_around_polygon klíč 8. Podle 
klíče najdeme v seznamu edges  hranu 8e . Pro Voroného diagram na Obr. 7.1 jsem ztotožnil 
indexy hran s klíči ale není to nutným pravidlem. 
 
7.3. Závěr 
Windeg-edge je robustní datová struktura užitečná pro uložení grafu v paměti počítače. 
Její složitost je vynahrazena rychlostí vyhledávacích operací a množstvím uložených 
informací. Klasická struktura windeg-edge se trochu liší od návrhu popsaném v této kapitole. 
Odlišnosti jsou způsobeny objektovým návrhem a tvarem hran zobecněného Voroného 
diagramu. Všechny hrany grafu jsou uloženy v seznamu edges a ke každé z nich můžeme 
přistoupit pomocí unikátního klíče. Čas potřebný pro vyhledání hrany je úměrný ( )( )NO log , 
což je složitost algoritmu binárního vyhledávání. Pomocí pole edge_around_polygon můžeme 
vyhledat libovolný Voroného polygon taktéž v čase ( )( )NO log .          
polygon O1 O2 O3 O4 O5 O6 O∞ 
klíč 1 2 3 4 8 6 11 
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8. PŘÍRŮSTKOVÝ ALGORITMUS 
Pro vytvoření zobecněného diagramu byl využit Přírůstkový algoritmus. Jeho základní 
princip byl popsán v kapitole 3.6. Při vytváření zobecněného Voroného diagramu mohou 
nastat některé situace, které se u klasického Voroného diagramu nemohou objevit. Jednou 
z největších obtíží při vytváření zobecněného Voroného diagramu bude přidávání nového 
konvexního polygonu do diagramu. Kolem nového polygonu musíme vytvořit uzavřený 
Voroného polygon vytvořením hran mezi novým polygonem a sousedními polygony. Hledání 
průsečíků nových hran se sousedními Voroného polygony již nebude jednoduchý úkol jako u 
klasického Voroného diagramu, kde hrany tvořily vždy jen úsečky. Dalším problémem bude 
počet nalezených průsečíků. Na zobecněné Voroného hraně můžeme nalézt více než jen jeden 
průsečík s novou hranou. Vznikne tak problém, který z nich je vhodným pokračováním 
v průchodu kolem nového konvexního polygonu. Obtížím se nevyhneme ani pokud nově 
vytvořená hrana narazí na vnější obálku. Pokud by celý algoritmus Boundary growing 
proběhl úspěšně vytvořil by se kolem nového konvexního polygonu i nový Voroného 
polygon. Při naražení na hranici ale algoritmus nemůže vědět, kterým dalším Voroného 
polygonem má pokračovat. U klasického Voroného diagramu lze tento problém odstranit 
vytvořením speciální vnější obálky. Nesmíme ani zapomenou na numerické chyby při 
výpočtech průsečíků a samotných Voroného hran. Přírůstkový algoritmus  přes všechny 
problémy představuje schůdné řešení. U ostatních algoritmů pro vytváření Voroného 
diagramu by nastali podobné problémy nebo by se klasický postup nedal vůbec použít (sweep 
plane method) .  
8.1. Předzpracování vstupních parametrů  
Vstupní parametry výpočtu představují body jednotlivých konvexních polygonů 
ležících v uzavřeném obdelníku, který bude představovat vnější obálku zobecněného 
Voroného diagramu B∂ . Všem konvexním polygonům určíme lokální souřadné systémy a 
přepočítáme jeho souřadnice. U každého polygonu si určíme těžiště v lokálním souřadném 
systému, seřadíme hrany polygonu proti směru hodinových ručiček a vypočítáme kolmé 
vektory ke všem hranám, viz. kapitola 5.6. Všechny konvexní polygony si uložíme do pole 
představující množinu P .  
Dalším krokem podle algoritmu 3.3 bude seřazení prvků množiny P  podle pořadí 
listů v Quadtree  (kap. 3.4). U klasického Voroného diagramu byly ve struktuře Quadtree 
uloženy přímo prvky množiny P , u zobecněného Voroného diagramu budou v uzlech stromu 
uloženy body zastupující jednotlivé konvexní polygony. Jako zastupující bod bylo vybráno 
těžiště každého konvexního polygonu. Zjednodušení polohy konvexního polygonu do 
jednoho bodu způsobí chyby v klasickém algoritmu pro vyhledávání nejbližšího souseda (the 
Nearest neighbour search) popsaném v kapitole 3.5. Snadno můžeme vytvořit dva polygony 
tak, aby jejich nejmenší vzdálenost byla mnohem menší než vzdálenost jejich těžišť. Přidáme-
li třetí polygon, jehož minimální vzdálenost k prvnímu polygonu je větší než minimální 
vzdálenost prvních dvou polygonů ale vzdálenost mezi těžišti prvního a třetího polygonu je 
menší něž u prvních dvou polygonů dostaneme při použití klasického algoritmu chybný 
výsledek nejbližšího souseda. Informací ve stromu budeme stále využívat jako dobrý odhad 
nejbližšího souseda ale při měření vzdáleností mezi polygony musíme určit jejich skutečnou 
nejmenší vzdálenost. To znamená najít nejmenší vzdálenost mezi dvěmi úsečkami. Stejně 
jako u klasického Přírůstkového algoritmu 3.6 si seřadíme polygony v množině P  podle 
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pořadí listů ve stromu Quadtree a při vytváření zobecněného Voroného diagramu se tohoto 
pořadí budeme držet. 
8.2. Vytvoření základního Voroného diagramu               
Vytváření zobecněného Voroného diagramu pro libovolný počet konvexních polygonů 
musíme začít vytvořením jednoduchého Voroného diagramu mezi prvními dvěmi polygony 
v seřazené množině P . Před přidáním první dvojice polygonů má celý diagram pouze jednu 
uzavřenou hranu vnější obálky B∂ . První dvojice polygonů rozdělí obálku B∂  na dvě hrany 
ležící na vnější hranici, mezi polygony povede první Voroného hrana rozdělující oblast uvnitř 




Obr. 8.1  Základní Voroného diagram mezi dvěmi konvexními polygony 
 
8.3. Boundary growing 
Ostatní konvexní polygony přidáváme do Voroného diagramu pomocí algoritmu 
Boundary growing, který kolem každého nově přidaného konvexního polygonu iO  vytvoří 
Voroného polygon ( )iOV  . Prvním krokem k vytvoření nového Voroného polygonu bude 
najít nejbližšího souseda k nově přidávanému konvexnímu polygonu. Pro jeho  rychlé 
nalezení využijeme Quadtree a algoritmus the Nearest neighbour search. Mysleme si, že 
nejbližší sousední polygon k nově přidávanému polygonu iO  je polygon jO , mezi oběmi 





( )ji OOe ,
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s Voroného polygonem ( )jOV  a omezením platnosti bisektoru jen mezi průsečíky 21, ww  
vytvoříme první novou hranu Voroného diagramu ( )ji OOe , . Při vytváření základního 
diagramu je bisektor mezi prvními dvěmi polygony zároveň Voroného hranou neboť se 
předpokládá platnost hran jen uvnitř vnější obálky B∂ . V průsečících 21, ww  vstupuje nová 
Voroného hrana do sousedních Voroného polygonů  ( )jOV . Z obou průsečíků 21, ww  si 
vybereme za výchozí jeden průsečík, abychom při vytváření Voroného polygonu ( )iOV  
obcházeli kolem polygonu iO  proti směru hodinových ručiček. Nechť je to v tomto případě 
průsečík 2w . Průsečík 2w  musí ležet na Voroného hraně ( )jl OOe , , která je společná pro 
polygony jO a lO . Protože nová hrana ( )ji OOe ,  vstupuje i do Voroného polygonu ( )lOV  
musíme vytvořit nový bisektor ( )li OOb ,  na najít jeho průsečíky 43 , ww  s Voroného 
polygonem ( )lOV . Opět dostaneme novou hranu Voroného diagramu ( )li OOe , . Stejným 
postupem by jsme v ideálním případě postupovali dále dokud by jsme nedošli k průsečíku 1w  
a neuzavřeli tak celý Voroného polygon ( )iOV . 
 
8.3.1. Problémy Boundary growing při spojování     
Při implementaci algoritmu narazíme na celou řadu problémů, které nemusí být na 
první pohled zřejmé a způsobí řadu obtíží. Jeden z prvních problémů, který se objeví budou 
numerické chyby výpočtů. Čísla s plovoucí desetinnou čárkou mohou být reprezentována a 
uložena v paměti jen s určitou přesností, proto je velice naivní myslet si, že po průchodu 
kolem polygonu iO  se vrátíme přesně do průsečíku 1w . V lepším případě se vrátíme na hranu, 
na které průsečík 1w  leží, v horším případě se dostaneme na zcela jinou hranu Voroného 
diagramu. Stejné problémy budeme mít i při přechodech mezi dvěmi sousedními Voroného 
polygony. Při přechodu z Voroného polygonu ( )jOV  na ( )lOV  by měl být bod 2w  totožný 
s bodem 3w . Pokud se ale budou body 2w  a 3w  od sebe lišit je zanedbatelně, budeme tyto 
body také považovat za totožné. V tomto případě budeme polohu průsečíku 2w  považovat za 
správnou a polohu bodu 3w  změníme na 2w . Jestli body [ ]Tyxw 222 ,=  a [ ]Tyxw 333 ,=  
budou považovány za totožné určíme podle rovnice 8.1. 
 















Ryyxx      (8.1) 
 
Parametrem R můžeme měnit přípustný rádius chyby, které se při výpočtu dopouštíme. 
V bodě 2w  se stává část staré hrany neplatná a musíme ji z diagramu odstranit. Kterou část 
máme odstranit, můžeme rozhodnout například podle definice Voroného vrcholu  nebo 
porovnáním levých a pravých polygonů u nových hran navazující na sebe ve Voroného 
vrcholu 2w   vůči staré hraně (Obr. 8.2).  
 


















Obr. 8.2  Ořezávání hran v diagramu po přidání nového konvexního polygonu  
 
Jestliže z rovnice 8.1 zjistíme, že body 2w  a 3w  nemůžeme považovat za totožné 
musíme je propojit spojkou. Spojka je vytvořena z Voroného hrany, na které leží oba body 2w  
a 3w . Připojením spojky do diagramu se ale celý Voroného diagram stává degenerovaný 
neboť z jednoho vrcholu spojky povedou pouze dvě hrany  viz. Obr. 8.3. Část staré hrany od 
bodu 2w  nebo 3w se stává opět neplatnou a musíme ji odstranit z diagramu. Určit neplatnou 
část můžeme porovnáním  pozic levých a pravých polygonů u nových hran vůči staré hraně .   
 Zatím jsme předpokládali, že nová hrana ( )ji OOe ,  protne Voroného polygon ( )jOV   
na některé z hran. Průsečík 2w  ale může ležet i v jednom z Voroného vrcholů na ( )jOV . 
Stejně jako v předchozím případě bude vytvořený Voroného diagram degenerovaný neboť z 
Voroného vrcholu, který má stejnou polohu jako bod 2w  povede více než tři Voroného hrany. 
Při hledání průsečíků s ( )jOV  musíme pamatovat, že bod 2w  najdeme nejspíše dvakrát, 
protože je společný pro sousední Voroného hrany. Pokud bod 2w  leží ve vrcholu nemůžeme 
pokračovat klasickým způsobem do sousedního Voroného polygonu ( )lOV , nevíme totiž do 
kterého polygonu nová hrana opravdu zasahuje. Nejprve vytvoříme z bisektoru ( )ji OOb ,  
novou Voroného hranu ( )ji OOe ,  a všechny původní hrany vedoucí z uzlu 2w  seřadíme 
podle rovnice 7.4 vůči nové hraně. Ze seřazených hran budeme pokračovat hranou s nejmenší 







( )32 , OOe
























   Obr. 8.3  Spojení dvou nových Voroného hran pomocí spojky 
 
8.3.2. Problémy Boundary growing při cestě po obálce 
Rozdělením části obálky B∂  na menší části vyřešíme problémy se spojováním hran na 
obálce. Abychom vytvořili uzavřený Voroného polygon ( )iOV  musíme pokračovat proti 
směru ručiček po obálce. Při cestě ale nelze určit, přes který Voroného polygon máme uzavřít 
nový ( )iOV . U klasického Voroného diagramu se zabrání uváznutí na obálce přidáním tří 
bodů do množiny P , které leží ve vrcholech trojúhelníka tvořícího konvexní obálku nad 
prvky množiny P . Pro zobecněný Voroného diagram využijeme alternativní přístup odrážení 
od obálky. Při naražení na obálku se odrazíme zpět na první vytvořenou hranu ( )ji OOe ,  a 
změníme směr průchodu kolem konvexního polygonu iO  po směru hodinových ručiček. 
Cestou vytváříme opět nové hrany kolem iO  dokud neuzavřeme Voroného polygon ( )iOV  
nebo nenarazíme opět na obálku B∂ . Jestliže narazíme na obálku B∂  musíme ověřit, jestli se 
po obálce dostaneme zpět do místa prvního odrazu a nový Voroného polygon ( )iOV  tak bude 
uzavřený. Změna směru zamíchá i pořadím nalezených průsečíků důležitých pro správné 
přidání nových Voroného hran do diagramu. Všechny nalezené průsečíky si  budeme ukládat 
do obousměrné fronty. Při průchodu proti směru hodinových ručiček budeme vkládat 
průsečíky na konec fronty a stejně tak je z konce i odebírat. Po odrazu budou průsečíky 
vkládány a odebírány z fronty zepředu. Tím zajistíme správné pořadí při spojování a 
ořezávání nových Voroného hran.         
 
spojka
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8.4. Boundary growing s odrazem od obálky       
           















      Obr. 8.4  Boundary growing - vytvoření první nové hrany 
 
Pomocí upraveného algoritmu Boundary growing se budeme snažit přidat konvexní 
polygon 7O  do zobecněného Voroného diagramu 6V  na Obr. 8.4. Nejprve musíme najít 
nejbližšího souseda nového polygonu, pro případ na Obr. 8.4 byl vybrán polygon 1O . 
Vytvoříme bisektor ( )71, OOb  a najdeme průsečíky 21, ww   s Voroného polygonem ( )1OV . 
Z části bisektoru mezi průsečíky 21, ww  vytvoříme první novou Voroného hranu ( )71, OOe . 
Mezi průsečíky 21, ww  vybereme bod 2w , kterým budeme postupovat proti směru 
hodinových ručiček kolem polygonu 7O . Do fronty průsečíků vložíme nejprve vrchol 1w a 
následně vrchol 2w , počáteční nastavení fronty tedy bude { }21, ww . V průsečíku 2w  vstupuje 
nová hrana ( )71, OOe  do  Voroného polygonu ( )3OV . Musíme proto vytvořit hranu i mezi 
polygony 7O  a 3O . Stejně jako v předchozím kroku vytvoříme mezi polygony 7O  a 3O  nový 
bisektor ( )71, OOb  a najdeme jeho průsečíky s Voroného polygonem ( )3OV  viz. Obr. 8.5. 
Z bisektoru ( )71, OOb  vytvoříme novou Voroného hranu ( )73 , OOe  . Oba průsečíky 43 , ww  
si seřadíme ve směru průchodu. V dalším průchodu bychom ale museli pokračovat přes 
vrchol 4w , který leží na vnější obálce B∂  po níž bychom museli pokračovat. Nejprve 
vyjmeme z fronty průsečík 2w  uložený na konci . Průsečík 2w  je totožný s průsečíkem 3w a 
nové hrany ( )71, OOe , ( )73 , OOe  mají v tomto bodě společný vrchol. Podle definice 
Voroného vrcholu ale musí z vrcholu vést ještě jedna hrana. Tu vytvoříme zkrácením hrany, 








( )1OV ( )2OV
( )3OV
( )4OV
( )5OV ( )6OV
1w
2w( )71 , OOe
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struktury windeg-edge.Vrchol 4w  přidáme na konec fronty { }41, ww  , místo pokračování po 


















 Obr. 8.5 Boundary growing  -  odraz od obálky 
V průsečíku 1w  vstupuje nová hrana ( )71, OOe  do Voroného polygonu ( )4OV . Stejně jako 
v předchozích krocích vytvoříme bisektor ( )74 , OOb , najdeme průsečíky 65 , ww  s polygonem  
( )4OV  a vytvoříme novou Voroného hranu ( )74 , OOe  (Obr. 8.6). Změna nastane 
v uspořádání nalezené dvojice průsečíků 65 , ww  po směru hodinových ručiček. Průsečík 1w  
odebereme ze začátku fronty a místo něj vložíme na začátek 6w , její obsah bude { }46 , ww  . 
Průsečíky 1w  a 5w   jsou totožné a tvoří nový Voroného vrchol. K Oběma novým hranám 
( )74 , OOe  , ( )71, OOe  vytvoříme ještě třetí  z hrany, na které body 1w , 5w  leží. Všechny tři 
navzájem propojíme a uložíme do struktury windeg-edge. Nyní zbývá do diagramu vložit 
poslední novou hranu. Odebereme ze začátku fronty průsečík 6w , ve kterém vstupuje hrana 
( )74 , OOe  do Voroného polygonu ( )6OV  . Stejně jako v předchozích krocích vytvoříme 
bisektor ( )76 , OOb  , najdeme průsečíky 87 , ww   s Voroného polygonem ( )6OV  a vytvoříme 
novou Voroného hranu ( )76 , OOe  (Obr. 8.7) .  Průsečíky 76 , ww  jsou totožné a tvoří nový 
Voroného vrchol. Stejně jako v předchozích krocích nové hrany vzájemně propojíme a 
uložíme do struktury windeg-edge. Další pokračování již nemá smysl protože průsečík 8w  
leží stejně jako poslední průsečík uložený ve frontě { }4w  na vnější obálce B∂ . Zbývá jen 
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Obr. 8.8  Nově vytvořený Voroného diagram 
8.5. Závěr 
K vytvoření zobecněného Voroného diagramu se nehodí klasický algoritmus 
Boundary growing . Složitější tvary hran si vyžádají větší časovou náročnost při hledání 
průsečíků a ořezávání. Upravený algoritmus vychází z klasického Boundary growing, 
prochází kolem nově přidaného polygonu a vytváří nové hrany mezi ním a sousedními 
polygony. Směr průchodu je ale relativní a může se změnit podle toho, jestli při průchodu 
narazíme na vnější obálku. Výchozí směr je zvolen proti směru ručiček, při odrazu se vrátíme 
zpět na první nově vytvořenou hranu a pokračujeme opačným směrem. Při spojování nově 
vytvořených Voroného hran mohou nastat chyby v poloze nového Voroného vrcholu. Pro 
jejich odstranění byly navrhnuty dvě metody snažící se upravit jak malé odchylky tak i větší 
chyby pomocí spojek mezi novými hranami. 
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9. HLEDÁNÍ NEJKRATŠÍ CESTY 
9.1. Dijkstrův algoritmus 
Hledání nejkratší cesty v grafu je klasickou úlohou teorie grafů. V nejjednodušší 
podobě máme zadán startovní a koncový vrchol grafu. Úkolem je nalézt nejkratší cestu 
v grafu mezi těmito dvěma vrcholy. Při hledání cesty rozlišujeme mezi ohodnocenými a 
neohodnocenými grafy. V případě neohodnocených grafů představuje nejkratší cesta přechod 
přes nejmenší počet hran grafu a určíme ji průchodem do šířky. U ohodnocených grafů je 
nejkratší cesta taková cesta v grafu, jejíž součet ohodnocených hran je minimální. 
Ohodnocení hran představuje ve Voroného diagramu délku jednotlivých hran. Protože by byl 
výpočet přesné délky hrany příliš časově náročný spojíme počáteční a koncový vrchol hrany 
úsečkou a jako přibližnou délku hrany vezmeme délku úsečky. Pro nalezení nejkratší cesty se 
využívají nejrůznější algoritmy. Nejznámější z nich je Dijkstrův algoritmus, který je 
použitelný pro libovolný nezáporně ohodnocený graf. Dijkstrův algoritmus postupně prochází 
vrcholy grafu od počátečního vrcholu. Pořadí nových vrcholů je řízeno průběžně počítanými 
délkami cest k novým vrcholům. Délky představují nejkratší cesty, které jsme do nového 
vrcholu našli. U každého vrcholu rozlišujeme, jestli je mu přidělena dočasná hodnota nebo 
trvalá. Dočasnou hodnotu délky můžeme ještě v průběhu algoritmu vylepšit a snížit, trvalá 
délka představuje nejkratší možnou cestu do vrcholu a nelze ji již snížit. Před začátkem 
průchodu grafem bude mít startovní vrchol přiřazenu dočasnou hodnotu nula a všechny 
ostatní vrcholy mají přiřazenu hodnotu nekonečno (do žádného z nich ještě neznáme ani jednu 
cestu). Dijkstrův algoritmus bude probíhat po krocích tak dlouho dokud nebude koncovému 
vrcholu přiřazena trvalá hodnota nebo dokud nebude všem dostupným vrcholům přiřazena 
trvalá hodnota. Pro výběr nového vrcholu s nejmenší hodnotou délky použijeme prioritní 
frontu, pořadí ve frontě bude řízeno délkou cesty. V každém kroku výpočtu budou provedeny 
tyto kroky. 
 
•  Určíme vrchol s nejmenší dočasnou hodnotou (vrchol x ). 
• Dočasnou nejmenší hodnotu vrcholu prohlásíme za trvalou. 
• Všem následníkům vrcholu x , kteří ještě mají dočasnou hodnotu, se 
přepočítá délka. ( )xixii dhhh += ,min    
 
Délka hrany vedoucí z vrcholu x  do vrcholu i  je označena xid . V posledním kroku se 
přepočítávají délky nových vrcholů vedoucích přes vrchol x  a pokud je tato cesta kratší 
uložíme si novou hodnotu délky. Celková časová náročnost algoritmu je ( )2NO . 
 
9.2. Hledání nejkratší cesty ve Voroného diagramu 
Úkolem je nalézt nejkratší a nejbezpečnější cestu mezi překážkami ze zadaného 
počátečního do cílového bodu. V prvním kroku si vytvoříme zobecněný Voroného diagram 
pro danou oblast. Hrany Voroného diagramu představují bezpečné cesty mezi všemi 
překážkami. Počáteční a cílový bod ale nemusí ležet na žádné z nich viz. Obr. 9.1. Dijkstrův 
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algoritmus proto nemůžeme použít přímo, ale musíme nejprve nalézt cesty na nejbližší hrany 
vedoucí kolem počátečního cílového bodu. Při vytváření Voroného diagramu jsme řešili 
podobnou úlohu při přidávání nového polygonu do grafu. Museli jsme nalézt nejbližší 
sousední polygon. Můžeme využít algoritmus the Nearest neighbour search a  najít nejbližší 
polygony ke startovnímu a cílovému bodu.  Dále použijeme strukturu windeg-edge, kde jsme 
si o každém polygonu uložily index jedné hrany jdoucí okolo každého z polygonů do pole 
edge_around_polygon. S indexem pro nejbližší polygon můžeme rychle projít po jeho hranici 
a vybrat nejvhodnější startovní a cílovou hranu. Z nalezených hran již můžeme postupovat 
podle Dijkstrova algoritmu. Ve Voroného diagramu byly hrany rozděleny do dvou druhů. 
Prvním z nich byly skutečné hrany mezi konvexními polygony a druhé představovaly části 
obálky, kterou jsme celý Voroného diagram uzavřeli. Při hledání cesty je vhodné co nejvíce 
využívat hran vedoucích mezi konvexními polygony a po obálce cestovat co nejméně. Ke 
každé hraně ležící na obálce proto k její skutečné délce přidáme tzv. handicap a zvětšíme ji o 
20 %. Tím zvýhodníme vnitřní hrany ale pokud cesta bude muset vést přes část obálky 

























Obr. 9.1  Zadání počáteční a cílové pozice ve Voroného diagramu 


























Obr. 9.2  Voroného diagram s vyznačenou nejkratší cestou 
 
Na Obr. 9.2 jsou všechny budovy v mapě označeny svými konvexními obálkami. 
Z celé mapy je vytvořen zobecněný Voroného diagram, jehož hrany označené modrými 
čarami představují bezpečné cesty v mapě. Modrá figurka na Obr. 9.2 představuje startovní a 




Při prohledávání grafu Dijkstrovým algoritmem musíme mít na paměti, že se jedná o 
speciální případ průchodu do šířky. Časová náročnost algoritmu je proto ( )2NO  a celý 
algoritmus je použitelný pro úlohy, ve kterých můžeme očekávat, že počet tahů od 
počátečního k cílovému vrcholu je poměrně malý. V opačném případě by celý algoritmus 
vyžadoval velké paměťové nároky. K jeho realizaci totiž potřebujeme uložit informace o 
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všech stavech právě procházené vrstvy do prioritní fronty. U Dijkstrova algoritmu není název 
vrstva zcela přesný, protože jednotlivé vrcholy jsou z prioritní fronty odebírány podle délek 
cest. Dále musíme přičíst i čas potřebný pro vložení prvku do prioritní fronty, který nebude 
konstantní ale spíše lineární. 
V základní podobě prohledávacího algoritmu nebylo uvažováno, jestli objekt, který 
chceme přemístit, může nalezenou cestou projít. Příklad tohoto problému můžeme najít při 
plánování cest nadměrných nákladů. Zde se při plánování cesty musí brát v úvahu i rozměry 
jednotlivých křižovatek, výšky tunelů atd. Do vstupních parametrů prohledávacího algoritmu 
by měly být přidány i rozměry přemisťovaného objektu ať již formou obálky objektu nebo 
jiným způsobem. 
V disertační práci Petra Švece byla [2] navrhnuta zajímavá metoda využití Voroného 
diagramu při plánování cesty. Na hranách diagramu ležely středy kružnic, jejichž body se 
dotýkaly vždy nejbližších překážek. Kolem hran vznikly „tunely“, ve kterých se objekt mohl 
ještě bezpečně pohybovat.  
 
            
 
 
Obr. 9.3  Tunel vytvořený kolem hrany Voroného diagramu  
 
 VUT Brno , FSI             Ústav mechaniky těles , mechatroniky a biomechaniky  
 60 
10. APLIKACE  
Součástí diplomové práce byla implementace popsaných a navržených algoritmů. V 
přiloženém programu je možné interaktivně vytvořit zobecněný Voroného diagram pro 
konvexní polygony. Program je uložen ve formátu PE file format spustitelném pod operačním 
systémem Microsoft Windows.  
 
    




10.1.  Ovládací panely  
Zadávání polygonů a další ovládání programu je rozděleno do několika panelů na levé 
straně hlavního okna viz. Obr. 10.1. Levým kliknutím myši na horní část panelu ho můžeme 
minimalizovat nebo maximalizovat.  Stav každého ovládacího panelu můžeme zjistit podle 
ikony  v  levém horním rohu. Zobecněný Voroného diagram a zadané překážky budou 
vykresleny do hlavního panelu, který zabírá zbytek plochy okna. 
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10.1.1. Konvexní polygon 
Vytvoření nového konvexního polygonu : 
• tlačítkem nový polygon aktivujeme prvky pro zadávání nového polygonu. 
• Body polygonu lze zadávat ručně do textových polí pomocí souřadnic a 
následně potvrdit tlačítkem bod nebo kliknutím myši v oblasti hlavního 
panelu. Při zadání více než dvou bodů se bude zadávaný polygon 
vykreslovat čárkovaně.    
Body polygonu je nutné zadávat proti směru hod. ručiček ! 
• U každého polygonu můžeme zvolit barvu výplně tlačítkem barva. Pokud 
není vybrána žádná barva polygon je brán jako průhledný. 
• Po zadání všech bodů polygonu  tlačítkem vytvořit přidáme nový polygon 
do množiny P . Čárkovaný obrys polygonu přejde do plného. 
 
10.1.2. Seznam polygonů 
Pomocí panelu Seznam polygonů lze odstranit polygony z množiny P . 
• tlačítkem vymazat označený polygon odstraníme vybraný  polygon 
v seznamu . Pokud byl vytvořen i Voroného diagram zrušíme i platnost 
tohoto diagramu. 
• tlačítkem vymazat celý seznam odstraníme všechny prvky z množiny P .  
 
10.1.3. Barvy a pozadí 
• Výběr obrázku na pozadí – na pozadí hlavního panelu zobrazí vybraný 
obrázek.  
• Výběr barvy pozadí –  Pomocí dialogu lze vybrat barvu pozadí hlavního 
panelu. Jako výchozí je vybrána bílá barva pozadí. 
• Výběr barvy hran –  Pomocí dialogu lze změnit barvu všech hran ve 
Voroného diagramu. Jako výchozí je vybrána modrá barva. 
• Výběr barvy cesty –  Pomocí dialogu lze změnit barvu nalezené cesty. 
Výchozí barva je vybrána červená. 
 
10.1.4. Voroného diagram 
• Voroného diagram – Vytvoří diagram mezi zadanými konvexními 
polygony. Pokud se diagram nepodaří vytvořit zobrazí se okno se zprávou.  
• Cesta v grafu : 
 Start – Po kliknutí na tlačítko je možné zadat levým kliknutím myši 
v hlavním panelu počáteční bod cesty. 
 Cíl –  Po kliknutí je možné zadat levým kliknutím myši v hlavním 
panelu cílový bod cesty. 
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 Vykreslit cestu –  Pokud byl zadán počáteční a cílový bod počítač 
vyhledá cestu pomocí Voroného diagramu a zobrazí ji. 
 Vymazat cestu –  Zruší platnost počátečního, cílového bodu a 
nalezené cesty. 
 
10.2.  Menu 
Pomocí menu lze ukládat pozice zobecněných generátorů hran (konvexních polygonů) 
do souborů typu *.vdg nebo je zpětně do programu načíst. Pokud je vybírán obrázek na 
pozadí hlavního panelu bude prohledán stejný adresář jestli se v něm nachází soubor typu vdg  
se stejným jménem jako obrázek a pokud ano bude automaticky načten spolu z obrázkem. 
 
• Otevřít –  Otevře zvolený soubor typu vdg. 
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11. VYHODNOCENÍ VÝSLEDKŮ 
Zobecněné Voroného diagramy jsou výhodné z hlediska optimalizace cesty a 
plánování složitějších úloh v daném prostoru. První optimalizace nalezené dráhy vyplývá 
přímo z definice hran Voroného diagramů, které zachovávají největší možnou vzdálenost od 
okolních překážek. Nalezená cesta, jakkoli dlouhá a složitá, je teoreticky bezkolizní, udržuje  
odstup od okolních překážek a dává tak šanci na případnou změnu směru. Druhou neméně 
důležitou vlastností zobecněného Voroného diagramu je jeho reprezentace ve formě 
neorientovaného grafu uloženého ve struktuře windeg-edge . Tato struktura je velice robustní 
a dovoluje rychlé vyhledání důležitých informací o všech Voroného hranách. Ve druhém 
kroku tedy využijeme grafových algoritmů, například Dijkstrova algoritmu, pro nalezení 
nejvýhodnější cesty viz Obr. 11.1 a Obr 11.2. Zajímavé výsledky dostaneme pokud použijeme 
Dijkstrova algoritmu s více hodnotícími kritérii. Tento přístup dovoluje vyřešit i velice složité 
úlohy plánování.  
 























Obr. 11.1  Fakulta informatiky ve Zlíně a její okolí – příklad plánování 
 















             (a)  zobecněný Voroného diagram           (b)   mapa VUT-FSI                
Obr. 11.2  VUT-FSI zobecněný Voroného diagram 
Kritéria vyjadřují již značnou abstrakci při plánování trasy a umožní zadávání „lidštějších“  
požadavků na nalezenou cestu. Výslednou cestu si můžeme vybírat podle její  délky, směru 
při přechodu z jedné hrany na následující nebo můžeme určit jednu z překážek, kolem které 
má cesta vést.  
Voroného diagram na Obr. 11.1 vytváří alternativní silniční síť kolem fakulty 
informatiky ve Zlíně. Při srovnání skutečné silniční sítě s hranami Voroného diagramu 
zjistíme, že hrany diagramu aproximují i skutečné ulice a nalezené cesty po hranách diagramu 
pomocí Dijkstrova diagramu jsou i prakticky realizovatelné po skutečných ulicích viz Obr. 
11.1. Vhodné rozšíření plánovacích algoritmů by představovalo spojení plánování pomocí 
zobecněných Voroného diagramů s algoritmem Brouk. Pomocí zobecněného Voroného 
diagramu by byl navržen globální plán cesty mezi počátečním a cílovým bodem. Pokud by 
bylo při pohybu robota podél hran Voroného diagramu naraženo na nečekanou překážku, dále 
by robot postupoval podle algoritmu Brouk a snažil by se ji obejít na nejbližší následující 
Voroného vrchol na naplánované trase.   
Při implementaci popsaných algoritmů byl vytvořen jak statický model zobecněného 
Voroného diagramu tak i dynamický model. V tomto modelu jsou překážky realizovány 
sprity. Pohyb spritů je vytvořen změnou počátků lokálních souřadných systému podle rovnice 
(5.6). S pohybem překážek se dynamicky mění i zobecněný Voroného diagram. Plánování v  
pohybujícím se diagramu představuje již velice složitou úlohu. Nejednoznačnost této úlohy 
nastává již při zadávání počátečního a cílového bodu. Pokud se žádná z pohybujících se 
překážek nenachází nad cílovým bodem pak je cesta realizovatelná v opačném případě ale 
žádná cesta neexistuje. Dalším omezením je požadavek na rychlost všech algoritmů, které 
musí pracovat v reálném čase. Proto byl vytvořen jen model, ve kterém je možné zkoušet 
jednotlivé návrhy prohledávacích algoritmů a posuzovat jejich úspěšnost.         
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12. ZÁVĚR 
Cílem diplomové práce byla aplikace zobecněných Voroného diagramů při plánování 
dráhy robota. Snahou bylo převést úlohy plánování do oblasti teorie grafů a využít jejich 
poznatků pro vyřešení tohoto problému. Zobecněný Voroného diagram vytvořený nad daným 
prostorem představuje topologický graf jehož hrany zachovávají největší možnou vzdálenost 
od okolních překážek a cesta po hranách Voroného diagramu je tak optimalizována z hlediska 
bezpečnosti. 
Pro popis složitějších typů překážek byla v kapitole 5 navržena třída reprezentující 
konvexní polygony. Návrh třídy umožňuje snadnější práci při výpočtech zobecněných hran 
Voroného hran viz kap. 5.6. Třída sprite dědí vlastnosti třídy konvexních polygonů a přidává 
logiku pro reprezentaci pohybujících se překážek v rovině. Současně byly implementovány i 
algoritmy detekce kolizí spritů.  
V kapitole 6 byl navržen a implementován nový algoritmus pro vytvoření zobecněné 
Voroného hrany mezi dvěmi konvexními polygony. Algoritmus vychází z konstrukce hrany 
mezi dvěmi úsečkami a postupně ji přetváří do výsledné podoby přidáváním nových částí. 
Časová složitost výsledného algoritmu je v nejhorším případě kvadratická.    
  Pro konstrukci zobecněného Voroného diagramu byl vybrán Přírůstkový algoritmus 
pro bodové generátory hran. Hlavní nevýhodou algoritmu je jeho nejednoznačné chování při 
přechodu na vnější obálku B∂  množiny P . Pro odstranění problému byla navrhnuta technika 
odrážení od obálky. Dále byl  algoritmus upraven i pro možnost degenerace Voroného 
diagramu a možnosti vzniku numerických chyb, kterým se nelze zcela vyhnout. Všechny 
popsané a navrhnuté algoritmy byly implementovány v přiložených aplikacích (kap. 8, 10) .  
Při plánování bylo využito zobecněných hran Voroného diagramu, které zachovávají 
největší možnou vzdálenost od okolních překážek. Nalezení cesty z počátečního do cílového 
bodu lze proto převést na úlohu hledání cesty v neorientovaném grafu (kap. 9).   Nalezené 
cesty se vyznačují bezpečným odstupem od okolních překážek, přitom je zvolená cesta 
v mnoha případech prakticky realizovatelná. Největší výhodou zobecněných Voroného 
diagramů od ostatních přístupů je možnost výběru vhodné cesty podle více kritérií viz. kap. 
11.  
Rozšířením diplomové práce je návrh a implementace dynamického Voroného 
diagramu s pohybujícími se překážkami v rovině. Plánování v dynamicky se měnícím 
prostředí představuje velice složitou úlohu, při jejímž řešení musí prohledávací algoritmy 
pracovat v reálné  čase viz. kap. 11. Dalším rozšířením přiloženého programu představuje 
využití algoritmů knihovny Open Visio pro detekci hran a objektů v obrazu.    
Nevýhodou přístupu plánování cest pomocí zobecněných Voroného diagramů pro 
konvexní polygony je složitost použitých algoritmů. Jádro přiloženého programu obsahuje  
8000 řádků kódu, které se starají jen o vytvoření zobecněného Voroného diagramu. Při 
doplnění programu o grafický výstup a algoritmy pro nalezení nejkratší cesty počet řádků 
kódu přesáhne 10 000 a odladění chyb vzniklých při programování vyžaduje velké množství 
času.      
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