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Magistrsko delo opisuje platformski pristop razvoja programske opreme pametnih merilnikov. 
V uvodnem poglavju delo opredeli osnovne značilnosti platformskega pristopa in osnovna 
platformska sredstva. Platformski pristop temelji na krovnem kaskadnem procesu razvoja 
izdelka. V razvojni fazi izdelka je uporabljen V razvojni model, ki omogoča hkraten razvoj in 
testiranje izdelka oziroma programske opreme. Lastni razvojni proces programske opreme 
temelji na konceptu agilnih metod in modelirno usmerjenemu razvoju. Proces sledi 
iterativnemu in inkrementalnemu izboljševanju programske opreme. Strežnik TFS je 
uporabljen za infrastrukturno podporo vodenju lastnega razvojnega procesa. Orodje IBM 
Rational Rhapsody je uporabljeno za razvoj arhitekture, podrobno načrtovanje programskih 
sklopov in njihovo implementacijo. 
 
Arhitektura pametnega merilnika temelji na domenski zasnovi posameznih modulov. Vsaka 
domena predstavlja samostojen sklop pametnega merilnika. Samostojno izvajanje domene je 
omogočeno preko testnega ogrodja CUnit. Različne domene družimo v štiri (4) glavne pakete, 
ki tvorijo jedro vsakega izdelka. Le-tega je moč poljubno konfigurirati, kar omogoča lažje 
vodenje večih različic izdelka. V delu so prav tako opisani različni vzorci reševanja problemov 
v programski opremi. Za načrtovanje arhitekture in ostalih programskih sklopov je uporabljen 
jezik UML. Celotno načrtovanje poteka z modelirnim orodjem IBM Rational Rhapsody. 
 
Razlogi za izbiro modelirno usmerjenega pristopa so utemeljeni z analizo SWOT. Orodje IBM 
Rational Rhapsody je bilo izbrano na podlagi primerjave večih tovrstnih orodij. V zadnjem delu 
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This master's thesis describes the platform approach for smart meters' firmware development. 
In the introductory section of the thesis the basic features of the platform approach and common 
platform assets are defined. Platform approach is based on the cardinal cascade product 
development process. In the development phase of the product, V development model is used, 
which enables concurrent development and testing of smart meters' firmware. Firmware 
development process is based on principles of agile methods and model driven development. 
Delivered firmware follows an iterative and incremental paradigm of small improvements over 
sprints. TFS server is used for infrastructural support of smart meters' development process. 
IBM Rational Rhapsody is used to develop the overall architecture, detailed design and 
implementation of identified domains. 
 
The architecture of smart meters is based on domain design pattern. Each domain represents 
independent functional set of the smart meter. Standalone domain execution is performed 
through the test harness called CUnit. Different domains are grouped into four (4) top level 
packages that represent each product. The latter can be freely configured, enabling easier 
variant and version management of different products. This thesis also describes different 
design patterns in order to solve – in a standardized manner - challenges presented in the 
firmware. For architectural and detailed design of components UML is used. The modelling is 
completely done in IBM Rational Rhapsody tool.  
 
Reasons for choosing model driven approach is justified by the SWOT analysis. IBM Rational 
Rhapsody tool has been selected based on a comparison of several modelling tools. The last 





Key words: smart meter, embedded systems, agile methods, model driven development, 
component based development, UML, RXF framework, IBM Rational Rhapsody. 
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1 Uvod 
V letu 2015 je človeštvo na svetu porabilo okoli 20.000 TWh električne energije [30]. 
Proizvodnjo, prenos in porabo električne energije je potrebno nadzorovati in meriti. V ta namen 
sta se razvila industrijska segmenta pametnih omrežij (ang.: smart grid) in pametnega merjenja 
električne energije (ang.: smart metering). Prvi segment omogoča nadzorovanje prenosa 
energije in njene porabe preko celotnega električnega omrežja. Medtem ko drugi segment 
zajema merjenje električne energije in upravljanje z električno energijo pri končnemu 
uporabniku. 
 
Napredno merilno infrastrukturo pametnega merjenja električne energije sestavljajo pametni 
merilniki, zbirni centri, ki zbirajo podatke večjega števila pametnih števcev, in nadzorni sistemi, 
ki omogočajo pregledno in temeljito spremljanje vseh parametrov merjenja in iz tega izpeljanih 
storitev (ang.: AMI – Advanced Metering Infrastructure) [12]. 
 
Različne regije, države in nenazadnje tudi posamezne distribucije znotraj države opredeljujejo 
zahteve za delovanje pametnih merilnikov. Le-ti morajo poleg merjenja električne energije 
komunicirati z nadzornim centrom preko različnih komunikacijskih protokolov (npr.: 
GSM/GPRS, LTE, G3-PLC), odklapljati končnega uporabnika, spremljati in omejevati porabo 
električne energije, beležiti porabo in različne dogodke, povezane z delovanjem merilnika ali 
omrežja, komunicirati s podrejenimi enotami, kot sta vodni in plinski merilnik, prikazovati 
trenutne parametre porabe na zaslonu in opravljati predplačilne funkcije (npr.: omogočati 
porabo električne energije le do vnaprej plačanega zneska). 
 
Ker vsaka distribucija predpisuje svoje zahteve za delovanje pametnih merilnikov, se število 
funkcionalnosti in njihovih različic povečuje, medtem ko se čas od podpisa pogodbe o dobavi 
pametnih števcev do njihove končne dobave zmanjšuje. Večina omenjenih funkcionalnosti je 
izvedena v programski opremi, zato je potrebno arhitekturo in proces razvoja programske 
opreme pametnih merilnikov zasnovati tako, da omogoča razvoj novih oziroma hitro 
prilagoditev obstoječih funkcijskih modulov. Pri tem je potrebno zagotoviti ustrezno kvaliteto 
programske opreme, saj so njene kasnejše nadgradnje izredno drage. 
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Da bi zadostili potrebam vseh deležnikov pri pravočasni dobavi izdelka, se največkrat poveča 
število razvijalcev, ki istočasno delajo na projektu. Tudi zato sta jasno definirana arhitektura in 
prilagodljiv proces razvoja programske opreme izredno pomembna. 
 
Razvoj pametnih merilnikov se konceptualno ne razlikuje od razvoja ostalih vgradnih sistemov. 
Slika 1 prikazuje potreben vložek v razvoj vgradnih sistemov po desetletjih 20. stoletja. Vidimo, 
da se večina časa porabi za načrtovanje programske opreme (okoli 80 %), čeprav je tudi 
načrtovanje strojne opreme postalo kompleksnejše kot je bilo pred desetletji. 
 
Slika 1: sestava načrtovanja vgradnega sistema; povzeto po sliki 10.2 iz [1]. 
 
V Iskraemecu smo se soočili s spremenjenimi razmerami pri razvoju vgradnih sistemov in 
pametnih merilnikov, zato smo se odločili za prehod na novo platformo. Znotraj platformskega 
pristopa smo se odločili, da prenovimo obstoječi proces razvoja programske opreme. 
Predhodno je bil le-ta mešanica kaskadnega razvoja (ang.: Waterfall) [2] in  razvoja kodiraj in 
popravljaj (ang.: code-and-fix) [2]. Za prvega je značilen razvoj po korakih, kjer rezultati 
določenega koraka vodijo v začetek naslednjega koraka. Kodiraj in popravljaj pa ni formalni 
proces temveč način delovanja, kjer se zahteve zbirajo tekom projekta in nato tudi realizirajo 
[2]. Tako smo vpeljali lastni iterativni in inkrementalni proces razvoja programske opreme. Ob 
tem smo zasnovali jasno definirano arhitekturo in podrobno načrtovanje programske opreme z 
uporabo jezika UML. Pri arhitekturnih in razvojnih sredstvih smo upoštevali platformska 
pravila in njen razvojni cikel.  
 
V poglavju 2 predstavimo idejo platformskega pristopa pri razvoju pametnega merilnika. 
Definiramo kaj je platforma in katere elemente ter procese obsega. 
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V poglavju 3 opišemo različne pristope pri razvoju programske opreme s poudarkom na agilnih 
metodah in modelirno usmerjenem razvoju. Prav tako opišemo programski jezik UML in 
nakažemo preostalo uporabljeno infrastrukturo. 
 
V poglavju 4 opišemo lastni postopek razvoja programske opreme. V poglavju 5 opišemo 
uporabljena razvojna orodja. Nadalje opišemo izbiro modelirnega orodja in natančneje 
opredelimo orodje IBM Rational Rhapsody. 
 
V poglavju 6 opišemo postavitev arhitekture pametnega merilnika električne energije s 
poudarkom na statičnem in dinamičnem pogledu arhitekture ter uporabljenih konceptov. V 
poglavju 7 podamo primer domene aplikacijskega vmesnika. 
 





2 Splošno o platformskem pristopu  
Razvoj pametnih merilnikov je podvržen kratkim dobavnim rokom, raznovrstnim zahtevam in 
potrebi po visoki kakovosti, zato izdelava celotne arhitekture in zasnova izdelka od začetka do 
konca za vsak izdelek ni ekonomsko upravičena. Smiselno je prepoznati sredstva, ki so skupna 
posameznim izdelkom, in jih ponovno uporabiti. Način ponovne uporabe podobnosti med 
izdelki določajo platformska pravila.  
 
Platformo opisujeta [3] in [28] kot skupek sredstev, ki si jih delijo in uporabljajo sorodni izdelki. 
Slika 2, povzeta po [14], opisuje glavna sredstva, ki sestavljajo platformo. 
 
Slika 2: glavna sredstva pri platformskem razvoju 
Sredstva lahko razdelimo na štiri (4) kategorije, ki jih v grobem opisujemo v nadaljevanju. 
 
Planiranje portfelja izdelka uporabimo za predstavitev strateške povezave med platformo in 
vsemi različicami izdelkov, ki izhajajo iz platforme. S tem sredstvom opredelimo glavne 
poslovne dejavnike in določimo skupek ciljev, usmeritev in parametrov platformske strategije 
razvoja. S temi sredstvi opredelimo proces za določanje različic in verzij posameznega izdelka 
(ang.: Variant and Version Management). 
 
Arhitekturna sredstva uporabimo pri razčlenitvi in definiciji celotne arhitekture izdelka. Z 
njimi prepoznamo glavne značilke (ang.: features) izdelka in jih pretvorimo v načrtanje osnovne 
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strategijo in arhitekturo za testiranje, s čimer vzpostavimo celotno strukturo in metode za 
verifikacijo in validacijo izdelka. S tem zagotavljamo potreben nivo kakovosti posameznega 
izdelka. 
 
Sredstva vodenja platforme uporabimo za vzpostavitev organizacijske strukture in razčlenitev 
del na najvišjem nivoju vodenja platforme. S postopki za upravljanje opredelimo delo pri 
planiranju portfelja platforme, medtem ko usmerjevalni odbor nadzira izvajanje plana. Z 
modelom komunikacije opredeljujemo, kdaj in kako potekajo informacije med različnimi 
moštvi znotraj platforme. Z modelom upravljanja s povratnimi informacijami določimo pravila 
za komunikacijo med deležniki izven platforme. 
 
Razvojna sredstva uporabimo pri vzpostavitvi platformskega in življenjskega cikla izdelka, s 
katerim opredelimo glavne faze v razvoju izdelka s pripadajočimi cilji, aktivnostmi in končnimi 
izsledki (ang.: deliverables). Z razvojnim modelom in procesom opredelimo kako bomo 
razvijali posamezne sklope platforme. S procesom dostave začrtamo uporabo posameznih 
modulov v posameznih produktih. Za učinkovito delo določimo vsa uporabljena razvojna 
orodja in ostalo potrebno infrastrukturo. 
 
Neodvisno od zgornje razdelitve lahko sredstva razdelimo še v dva sklopa. Prvi sklop so 
netehnološka sredstva, s katerimi opredelimo procese, politike, značilke in orodja platforme. 
Drugi sklop so tehnološka sredstva, s katerimi naredimo izdelke. Arhitekturna sredstva sodijo 
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Tabela 1: razdelitev sredstev na netehnološka in tehnološka sredstva 
 
Z vpeljavo platforme in uporabo omenjenih sredstev smo želeli doseči sledeče cilje, povzete iz 
[29]: 
1. skrajšati čas od snovanja do končnega izdelka (ang.: time to market), 
2. povečati fleksibilnost izdelka, 
3. izboljšati cenovno sliko izdelka, 
4. izboljšati proces vodenja rizika in negotovosti, 
5. izboljšati kakovost izdelka in 
6. izboljšati razvojni proces. 
 
V magistrskem delu se osredotočamo na programsko opremo, zato v nadaljevanju opredelimo 
le del arhitekturnih in razvojnih sredstev za programsko opremo, ki so na sliki 2 označena z 




3 Razvojni proces in infrastruktura 
Za novo platformo smo prevzeli v Iskraemecu že uveljavljen kaskadni sistem razvoja izdelkov. 
V tem sistemu vzporedno poteka več procesov v različnih stopnjah razvoja. Vsaka stopnja se 
zaključi s pripadajočimi vrati (ang.: Gate), ki so hkrati tudi vstopna točka za naslednjo stopnjo. 
Vrata in glavne postopke pri razvoju izdelka, ki se dotikajo oddelka razvoja in raziskav, 
predstavlja Slika 3. 
 
 
Slika 3: kaskadni razvoj izdelkov na nivoju podjetja 
 
Pri prehodu skozi vrata G1 so vse potrebe trga, kupca in dodatne lastne ideje o izdelku zbrane. 
S poslovnega vidika je postavljena strategija vodenja projekta. Ko usmerjevalni odbor potrdi 
uspešen prehod vrat G1, pripravimo arhitekturo celotnega izdelka in obenem začnemo planirati 
dejanja za zagotavljanje kakovosti. Prav tako začnemo planirati projektne naloge. Ob prehodu 
vrat G2 so pripravljene tehnične zahteve, plan verifikacije in zagotavljanja kakovosti. 
Dokončan je tudi projektni plan. V fazi med vrati G2 in G3 pripravljamo arhitekturo 
programske (P), mehanske (M) in strojne (S) opreme. Naredimo podrobno zasnovo P./M./S. 
opreme in jo tudi izvedemo. Pripravimo in izvedemo verifikacijske teste in ostale teste, 
potrebne za zagotavljanje kakovosti. Ob prehodu vrat G3 so izdelek, celotna dokumentacija 
glede načrtovanja P./M./S. opreme ter ostala poročila pripravljena. Faza med vrati G3 in G4 
predstavlja industrializacijo izdelka. 
 






































































Večina dela oddelka razvoj in raziskave poteka med vrati G1 in G3. V magistrskem delu se 
osredotočamo na črno obrobljene elemente na sliki 3, ki predstavljajo potrebne procese za 
razvoj programske opreme. 
 
Kaskadni razvojni proces predvideva zaporedno izvajanje posameznih faz, zato smo v 
razvojnem oddelku uporabili V model razvojnega procesa (imenovan tudi V cikel) med vrati 
G1 in G3 [28]. Z uporabo le-tega vzporedno načrtujemo programsko opremo in pripravljamo 
različne preskuševalne primere (ang.: test cases). Slika 4 prikazuje posamezne faze znotraj V 
modela in prehode med posameznimi fazami. Nadalje prikazuje, da je za vzporedno delovanje 
obeh vej V modela potrebna informacijska infrastruktura, saj preko nje prenašamo podatke med 
vejama. V nadaljevanju opišemo uporabo Microsoftovega Team Foundation Server (v 
nadaljevanju TFS) za izmenjavo podatkov. 
 
 
Slika 4: V model razvojnega procesa 
 
S slike 4 je tudi razvidno, da je pri prehodu preko vrat G1 na voljo osnovni zahtevnik. Iz 
zahtevnika pripravimo sistemsko arhitekturo, s katero opredelimo tehnične zahteve za 
realizacijo v programski, mehanski ali strojni opremi. V tej fazi predstavimo, katere izmed 
funkcionalnosti so izvedene v programski, strojni oziroma mehanski opremi. 
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V naslednji fazi arhitekti programske opreme natančneje začrtajo arhitekturo s pomočjo 
modeliranja v modelnem jeziku UML, ki ga podrobneje opisujemo v nadaljevanju. 
 
V fazi podrobnega načrtovanja programske opreme, se  razvijalci seznanijo z arhitekturnimi 
zahtevami posameznih domen in podrobno zasnujejo posamezne programske module. 
 
V fazi izvedbe programske opreme, razvijalci realizirajo načrtane module in za njih spišejo 
teste enote (ang.: unit test).Vzporedno testne ekipe pripravljajo teste sistema, test integracije in 
testiranje posameznih modulov. 
 
V model je zasnovan tako, kot si sledijo faze znotraj modelirno usmerjenega razvoja (ang.: 
Model Driven Development). Za delovanje znotraj posamezne faze je potrebno določiti pravila 
sodelovanja znotraj razvojnega moštva, določiti pravila dostave programske opreme in določiti 
proces vodenja razvojnega moštva. Ker so za razvoj programske opreme pomembne faze 
razvoja arhitekture, podrobnega načrtovanja programske opreme in izvedba programske 
opreme (kodiranje in testiranje enote), v naslednjem poglavju predstavimo svoj razvojni proces, 
ki temelji na agilnih metodah razvoja in modelirno usmerjenem razvoju. 
3.1 Agilne metode razvoja 
Zgodovina iterativnih in inkrementalnih razvojnih metod (ang.: iterative and incremental 
development) - v nadaljevanju IID - sega vse v 30. in 40. leta 20. stoletja. Takrat je W. Edwards 
Deming začel promovirati model PDSA (ang.: plan-do-study-act), za načrtovanje in testiranje 
izdelkov. V 70. letih 20. stoletja so prevladovali večji ameriški vojaški projekti, v katerih je bil 
zahtevan kaskadni razvojni proces. Ker se je izkazalo, da je večina tako vodenih projektov 
zamujala ali bila bistveno dražja od začetnih izračunov, so začeli vse pogosteje omenjati in 
delovati v skladu z razvojem IDD. Prednjačili so pri podjetjih IBM, Trident, TRW. V 80. letih 
20. stoletja se je uporaba metod IDD v različnih vojaških projektih še povečevala. Napisanih je 
bilo veliko člankov o prednostih metod IDD pred navadnim kaskadnim postopkom. Prelomnica 
je nastala leta 1985, ko je Barry Boehm izdal članek z naslovom: "Spiralni model razvoja 
programske opreme in njegovo izboljšanje" (ang.: A Spiral Model of Software Development 
and Enhancement). V članku je opredelil razdelitev projekta na več iteracij. V zgodnejše 
iteracije je umestil dele z višjo oceno tveganja za uspeh celotnega projekta. Po zaključku vsake 
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iteracije je predpisal ponoven pregled stanja projekta in ocenitev z njim povezanih tveganj. V 
tem obdobju je začela nastajati tudi metoda RUP (ang.: Rational Unified Process), ki sicer spada 
med metode modelirno usmerjenega razvoja. V 90. letih 20. stoletja so se IDD metode razvoja 
programske opreme razmahnile tudi v poslovnem segmentu. Razvile so se metode Scrum, XP 
– eXtremeProgramming,  metoda dinamičnega sistemskega razvoja (ang.: DSDM – Dynamic 
System Development Method), Crystal in ostale. V letu 2001 so se predstavniki in zagovorniki 
IDD metod zedinili o pomenu tovrstnih metod. Nastalo je združenje Agile Alliance, ki 
promovira manifest agilnosti, iz katerega črpajo vse novodobne inačice agilnih metod [15].  
 
V manifestu so poudarili štiri (4) glavne prioritete in dvanajst (12) osnovnih principov za 
dosego teh ciljev, povzeto po [4] in [16]: 
Cilji: 
 posamezniki in medsebojna povezanost pred procesi in razvojnimi orodji, 
 delujoča programska oprema pred obsežno dokumentacijo, 
 sodelovanje naročnika in razvijalcev pred pogodbeno dogovorjeno programsko opremo, 
 odzivnost na spremembe pred pretiranim sledenju začetnemu planu za programsko 
opremo. 
Principi: 
 najvišja prioriteta je zadovoljiti naročnika s hitro in neprestano dostavo uporabne 
programske opreme, 
 spremembe zahtev so dobrodošle tudi pozneje v razvoju. V agilnih procesih štejemo 
upoštevanje sprememb zahtev kot primerjalno prednost za naročnika, 
 delujočo programsko opremo dostavimo čim pogosteje, od nekaj tednov (zaželeno) do 
največ nekaj mesecev, 
 vsakodnevno sodelovanje naročnikov in razvijalcev pri razvoju, 
 projekte zastavimo okrog motiviranih posameznikov. Tem nudimo ustrezno okolje in 
potrebne vire, predvsem pa jim zaupamo, da bodo zastavljeno delo opravili, 
 osebni pogovor je najprimernejši in najučinkovitejši način za posredovanje informacij 
o projektu, 
 najpomembnejše merilo napredka je količina delujoče programske kode, 
 v agilnih procesih predvidevamo trajnostni razvoj v okviru projekta. Naročniki, 
razvijalci in ostali deležniki morajo biti pripravljeni stalno in na ustrezen način podpirati 
razvoj v okviru projekta, 
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 z nenehno težnjo po tehnični odličnosti in optimalnem načrtu razvijajoče programsko 
opremo pospešujemo agilnost, 
 enostavnost  je ključnega pomena - sposobnost maksimiranja tistega dela razvoja, ki še 
ni razvit, 
 najboljša opredelitev zahtev, načrti in programska koda nastane pri skupinah, ki se 
samostojno organizirajo in vodijo, 
 občasno (a intervalno) mora skupina preverjati, kako bi postala učinkovitejša, in v ta 
namen sprejeti ustrezne ukrepe. 
 
Postopki, ki jih najdemo med agilnimi moštvi in jih povzemamo po [5] in [16] so:  
Tek (ang.: sprint), povzeto iz metodologije Scrum, predstavlja iteracijo, ki je časovno omejena 
na različno dolga okna (po navadi od dneva do meseca). Znotraj teka se zahteve ne spreminjajo. 
Po končanem teku se naredi analiza in pregled doseženega dela. Pripravijo se vstopni podatki 
za naslednji tek. 
 
Dnevni sestanek se odvija vsak dan ob isti uri in traja do petnajst (15) minut. Na njem se 
zberejo vsi razvijalci in predstavijo, kaj so naredili prejšnji dan, kaj delajo danes in kje so 
naleteli na težave. 
 
Planiranje teka ali poker planiranja, je postopek določanja uteži posamezne uporabniške 
zgodbe znotraj moštva. Vsak razvijalec znotraj moštva, ki sodeluje pri planiranju teka dobi set 
vnaprej določeni uteži. Vodja moštva predstavi posamezno lastnost, ki jo je potrebno razviti, in 
povpraša prisotne, kako kompleksna je izvedba te lastnosti. V tem trenutku vsi pokažejo svojo 
izbiro uteži. Če se uteži bistveno razlikujejo med seboj, sledi usklajevanje. Lastnost dobi končni 
utežni faktor, ko se vsi prisotni strinjajo z njim. Uteži so lahko različnih oblik in norm. Od 
številke, ki predstavlja relativno kompleksnost (najenostavnejša lastnost z vrednostjo 1 in nato 
vse ostale relativno ocenjene glede na njo), do števila dni za izvedbo ali pa preprosto 
poimenovanje po velikosti majic (majhna, srednja, velika, izredno velika). 
 
Pregled teka (ang.: Sprint Review) se izvede na koncu vsakega sprinta. Njegov namen je 
predstavitev rezultatov sprinta različnim deležnikom izven ekipe. 
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Ocena teka (ang.: Retrospective) se izvede na koncu vsakega sprinta. Njen namen je, da 
moštvo oceni dobre in slabe plati, ki so se zgodile znotraj sprinta. 
 
Dnevna dostava programske opreme pomeni, da se vsak dan zgradi nova verzija programske 
opreme. Na tej dostavi se preveri osnovno delovanje s pomočjo testov dima (ang.: smoke test). 
Le-ti so osnovni testi programske opreme, ki pokažejo ali je nadaljnje testiranje smiselno. 
 
Programiranje v parih je metoda s katero več razvijalcev aktivno sodeluje pri nastanku nove 
kode. Popravki se izvajajo med pisanjem kode in ne kasneje, kot je to značilno za običajne 
preglede kode (ang.: code reviews). 
 
Preoblikovanje kode (ang.: refactoring) je postopek, s katerim odkrivamo dele izvorne kode, 
ki so slabo napisani ali podvojeni. Dve pravili preoblikovanja sta, da je preoblikovana koda 
semantično identična prejšnji ter da s preoblikovanjem izboljšamo kakovost napisane kode 
oziroma arhitekture. 
 
Testno usmerjen razvoj predstavlja postopek, ki sledi petim korakom: 
1. napiši nov test, 
2. poženi vse teste in preveri, da zadnji napisani test pade, 
3. naredi spremembo v kodi, 
4. poženi vse teste in preveri, da vsi testi uspejo, 
5. preoblikuj kodo, da odstraniš podvojene (ali premalo splošne) dele kode. 
 
Elementi, ki jih uporabljamo pri agilnih moštvih so: koda, testi, uporabniške zgodbe (ang.: user 
stories), vrednost uporabniške zgodbe (ang.: story points), hitrost (ang.: velocity), seznam 
zahtev izdelka (ang.: product backlog), plan iteracije (ang.: iteration backlog) in graf 
preostalega dela (ang.: burndown chart). 
 
Virtualna elementa, ki se v zadnjem času pojavljata, se imenujeta tehnični dolg (ang.: technical 
depth) in odpadek (ang.: waste). Prvi element pove, koliko dodatnega dela si moštvo pridela 
znotraj posameznega teka. Dodatno delo so lahko slabo napisana koda, koda ki ne ustreza 
standardom, ali nedokončane uporabniške zgodbe. Odpadek pa zaobjema vse dele v procesu 
razvoja programske opreme, ki jih ne dostavimo naročniku. 
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V nadaljevanju opišemo glavne značilnosti najbolj znanih agilnih metod in kako upodobijo 
opisane elemente in postopke. 
3.1.1 Metoda vitkega razvoja programske opreme 
Ključna ideja metode vitkega razvoja programske opreme je zmanjšanje odpadka. Osredotoča 
se na dostavo tistega dela programske opreme, ki prinaša oprijemljivo poslovno vrednost 
izdelka. 
Sedem (7) osnovnih pristopov je [5]: 
1. odpravi odpadek – odpravi uporabo podrobnih zahtev, koda, ki jo ne potrebujemo za 
dotični izdelek, anomalije v kodi in dodatne lastnosti, ki jih ne bo nihče potreboval, 
2. poudari učenje – namesto paradigme "naredi prav v prvo" uporablja koncept "probaj, 
testiraj, popravi" in s tem promovira učenje razvijalcev skozi konkretne primere, 
3. odloči se kolikor pozno je še možno – koncept zavrača natančno vnaprejšnje načrtovanje 
in vzpodbuja, da se odločitve sprejme kakor pozno je to mogoče, ko so na voljo prave 
informacije. 
4. dostavi kakor hitro je možno – koncept predpisuje, da je po vsaki iteraciji programska 
oprema prevedljiva in jo je mogoče zgraditi. 
5. pooblasti moštvo – koncept, ki daje prednost samoorganizaciji agilnega moštva pred 
klasičnimi vodstvenimi prijemi 
6. vgradi integriteto v programsko opremo – koncept, ki predpisuje, da je potrebno 
zasnovo programske opreme držati konsistentno. 
7. poglej celoto – koncept, ki predpisuje, da je potrebno opazovati celoto in ne posameznih 
segmentov. Osredotočiti se je potrebno na nujne stvari in manj pomembne narediti 
kasneje. 
Metodologija je povzeta po delu v japonskem avtomobilskem proizvajalcu Toyota in je 
prenešena na razvoj programske opreme. Zato ne opisuje natančno razvoja programske opreme, 
temveč predstavlja skupek pristopov, s katerimi izboljšamo razvoj programske opreme.  
3.1.2 Metoda eXtreme Programming 
Metoda ekstremnega programiranja je nastala v 90. letih 20. stoletja in je povzročila razmah 
ostalih kasnejših agilnih metod. Le-te danes v veliki meri povzemajo ideje in pristope, ki jih je 
Kent Beck vpeljal v metodi ekstremnega programiranja. Ključna ideja metode je: inkrementiraj 
nato poenostavi, dokler ni naročnik zadovoljen z dostavljeno programsko opremo. 
 16 
Inkrementiraj pomeni, da napišemo nov test, preden v programski opremi izvedemo 
funkcionalnost. Ko je test uspešen, opravimo poenostavitev napisane programske opreme [5]. 
Ključni principi so: 
1. kratke iteracije, 
2. vpeljava uporabniških zgodb, 
3. preoblikovanje kode, 
4. neprestana integracija (ang.: continuous integration) – pomeni, da se programska 
oprema ne samo zgradi, temveč tudi preveri z različnimi testi dima ali popolnimi 
funkcijskimi testi, 
5. testno usmerjen razvoj. 
Zadnja dva principa sta največja tehnična dosežka te metode pri razvoju programske opreme. 
3.1.3 Metoda Scrum  
Metoda Scrum je trenutno najbolj prevladujoča agilna metoda pri razvoju programske opreme. 
Njena najbolj prepoznavna značilka je, da zamrznemo zahteve znotraj kratkih iteracij. Ključne 
točke v procesu opisujemo na sliki 5. Začnemo z vizijo o tem, kaj bi radi naredili. Iz tega 
pripravimo seznam zahtev izdelka, ki vsebuje elemente zahtevnika (ang.: backlog item) 
oziroma  uporabniške zgodbe. Tiste, ki imajo najvišjo prioriteto, uvrstimo v sledeči tek. 
Uporabniške zgodbe razčlenimo na opravila in začnemo s tekom. Vsak dan pregledamo tek in 
poizkušamo odpraviti kakršnekoli ovire. Potek teka spremljamo preko grafa preostalega dela in 
table opravil. Na koncu dostavimo nadgrajeno in delujočo programsko opremo. Pri tem sledi 
pregled teka, kjer predstavimo novosti ostalim deležnikom. Na koncu naredimo še oceno teka 
oziroma refleksijo, kjer ovrednotimo končani tek. Odziv deležnikov oziroma naročnikov 
vgradimo v seznam zahtev izdelka. Popravljen seznam zahtev služi kot nova vstopna točka za 
novo planiranje in naslednji tek [5]. 
 
Slika 5: proces metode Scrum 
dnevno 
delo
























3.2 Modelirno usmerjen razvoj (MDD) 
Začetki modelirno usmerjenega razvoja segajo v 80. leta 20. stoletja. Takrat se je vzporedno s 
strogo agilnimi metodami začel razvijati tudi modelirni pristop kot nadomestilo kaskadnega 
procesa razvoja programske opreme. V podjetju Rational, ki ga je kasneje prevzelo podjetje 
IBM, so razvijali metodo RUP [15]. 
 
Zagovorniki modelirnega pristopa vidijo razvoj postopkov za razvoj programske opreme kot 
nakazuje slika 6. Prva orodja za modeliranje so se pojavila v 80. letih 20. stoletja, ko so želeli 
grafično prikazati napisano izvirno kodo v strukturnih jezikih, kot je programski jezik C. 
Modeliranje v tistem času ni pritegnilo širše pozornosti, saj je bilo poleg izvorne kode potrebno 
vzdrževati še modele. To so poskušali zaobiti z izvršilnim modeliranjem, kjer se napisani 
modeli lahko pretvorijo v izvorno kodo nižje nivojskega programskega jezika ali neposredno v 
strojno kodo. V zadnjih letih se je poleg modeliranja in pretvorbe modelov v izvršilno kodo 




Slika 6: časovnica razvoja modelirnih metod za razvoj programske opreme 
 
Modelirano usmerjen razvoj v tem magistrskem delu razumemo kot modelirano usmerjen 
razvoj programske opreme (ang.: MDSD – Model Driven Software Development), ki zaobjema 
stopnje razvoja arhitekture in načrtovanje programske opreme kot tudi njeno izvedbo iz slike 
4. Procese od vodenja zahtev do sistemske arhitekture (in verifikacijsko testiranje na drugi 
strani V cikla) opredeljuje modelirno usmerjeno sistemsko inženirstvo (ang.: MBSE – Model 
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konkurenčna metoda in proces pri podjetju IBM, imenovana Harmony [4] in [6], modelno 
usmerjena arhitektura (ang.: MDA – Model Driven Architeture) združenja OMG (ang.: Object 
Modeling Group) [44] ter agilno modeliranje (ang.: AM Agile Modeling) [7]. Združenje OMG 
je osnovalo tudi modelni jezik UML (ang.: Unified Modeling Language). 
 
Večina metod oziroma procesov prevzema doktrino agilnih metod, z eno pomembnejšo razliko 
– vizualizacijo arhitekture oziroma vnaprejšnjim podrobnim grafičnim načrtovanjem 
programske opreme. Zagovorniki modelirno usmerjenega razvoja programske opreme 
verjamejo, da agilne metode ne morejo uravnotežiti manka znanja z določenega področja, z 
evolucijskim razvojem in pridobivanjem domenskega znanja [8], [4] in [7]. V modelirno 
usmerjenem razvoju model predstavlja opis oziroma specifikacijo sistema in njegovega okolja 
za nek določen namen. [8] in [4] opredeljujeta štiri glavne vrste modelov. Slika 7 prikazuje te 
štiri ključne modele in postopke za prehode med njimi. 
 
 
Slika 7: glavni modeli v modelirno usmerjenem razvoju 
 
Za prikaz modelov največkrat posežemo po modelnem jeziku UML. V literaturi so različna 
mnenja o uporabnosti jezika UML – od negativnih do izredno pozitivnih. Prvi tabor 
predstavljajo zagovorniki agilnih metod, ki pravijo, da je jezik po eni strani preobsežen, ker 
vsebuje nepotrebne elemente in po drugi strani nepopoln, ker z njim ne moremo prikazati vseh 
potrebnih elementov pri komunikaciji z/med moštvom in ostalimi deležniki [17] in [18]. Drugi 
tabor predstavljajo zagovorniki, ki prihajajo iz večjih podjetij, kjer je potrebna večja stopnja 
dokumentiranosti dela in so procesi razvoja programske opreme razdeljeni na več faz. V teh 
fazah nastopajo različni poklici, ki si delo predajajo preko vnaprej podanih pravil – največkrat 
z modelnim jezikom UML. Ti modeli so jasni in razumljivi [4] in [9]. Vmesni tabor ne 
opredeljuje kateri jezik uporabiti, vseeno pa primere prikazujejo z jezikom UML [8]. V tem 
magistrskem delu bomo uporabili jezik UML kot osnovno sredstvo komunikacije, saj 
verjamemo da je za natančno komunikacijo med moštvom in predvsem z ostalimi deležniki 
potreben splošno priznan jezik. Jezik UML ustreza našim potrebam po jasnem predajanju 
načrtane arhitekture in natančnejše zasnove programske opreme. V nadaljevanju bomo 
pokazali, da modele, načrtane v jeziku UML, enostavno pretvorimo v izvorno kodo, napisano 
CIM PIM PSM PSI
transformacija transformacija generacija kode
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v programskem jeziku C. S tem omogočimo skladnost med predstavitvijo programske opreme 
in njenim izvajanjem. 
 
Z modelom CIM (ang.: Computation Independent Model) predstavimo funkcijske potrebe 
sistema ali izdelka. Model ne vsebuje arhitekturne razčlenitve na komponente, s katerimi bomo 
sistem realizirali v P./M./S opremi. Realiziramo ga z diagramom primerov uporabe (ang.: use 
case diagram), kjer so glavni elementi primer uporabe, igralci (ang.: actors) in različne 
povezave. Skupek diagramov primerov uporabe predstavlja kazalo izdelka, ki ga moramo 
razviti. 
 
Z modelom PIM (ang.: Platform Independent Model) predstavimo ključne komponente 
sistema in njihovo obnašanje glede na primere uporabe iz modela CIM. Model PIM ne zajema 
platformsko odvisne opreme, kot so mikrokrmilnik, operacijski sistem ali ostala periferija. Po 
navadi z enim modelom PIM udejanjimo en model CIM. Model PIM vsebuje temeljne 
funkcionalne elemente, ki opredeljujejo sistem neodvisno od implementacijskih značilnosti. 
Predstavimo jih z razredi, obnašanjem med razredi in temeljnimi povezavami med njimi. Zato 
uporabimo diagram aktivnosti, diagram prehajanja stanj, razredni diagram in diagram 
zaporedja. Model PIM mora biti prevedljiv in izvršljiv, zato da preverimo njegovo naleganje 
na model CIM. 
 
Z modelom PSM (ang.: Platform Specific Model) predstavimo manjkajoče specifične elemente 
konkretnega sistema, ki jih nismo zajeli z modelom PIM. Ključnega pomena je, da 
optimiziramo model PIM za dotičen sistem, pri čemer ne smemo spremeniti funkcionalnosti, 
določene z modelom PIM. Model PSM po navadi vsebuje veliko načrtovalskih vzorcev, s 
katerimi pripravimo model za delo na dotičnem sistemu. 
 
Model PSI (ang.: Platform Specific Implementation) predstavlja programsko opremo za dotični 
sistem. Po navadi z enim modelom PSM udejanjimo en model PSI. Prehod med modelom PSM, 
včasih tudi direktno med modelom PIM in PSI, je mogoč preko avtomatskega generiranja kode. 
 
Transformacije med posameznimi modeli so podrobneje opisane v [4]. Najzanimivejši je 
avtomatski prehod med modelom PSM ali PIM v model PSI. Orodje za modeliranje, kot je IBM 
Rational Rhapsody, omogočajo prehod iz modela PIM direktno v model PSI. Tako ni potrebno 
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lastno razvijanje metod ali načrtovalskih vzorcev za transformacije med modeloma PIM in 
PSM. 
3.2.1 Agilno modeliranje 
Agilno modeliranje je skupek navodil, kako načrtovati sistem ali programsko opremo in pri tem 
uporabljati principe agilnih metod. Slika 8 prikazuje možnost umeščanja agilnega modeliranja 
v različne postopke za razvoj programske opreme. Scott v svojem delu [7] prikazuje integracijo 
agilnega modeliranja z ekstremnim programiranjem ter integracijo s procesom RUP. Pri tem 
dodaja, da tudi te procese razvoja programske opreme prilagodimo lastnim potrebam. 
 
.  
Slika 8: agilno modeliranje  
3.2.2 Proces Harmony 
Proces Harmony se deli na dva dela. Prvi je namenjen načrtovanju in razvoju programske 
opreme (razvojne stopnje v V ciklu slike 4 - razvoj arhitekture, podrobno načrtovanje 
programske opreme, implementacija programske opreme in pripadajoče stopnje za testiranje na 
drugi strani V cikla). Drugi, ki se imenuje Harmony-SE, vsebuje dodatne elemente za 
udejanjenje zahtev in načrtanje sistemske arhitekture. V nadaljevanju v grobem opišemo idejo 
procesa Harmony povzeto po [4], [6] in [10]. Le-ta je iterativni proces zelo podoben metodi 
Scrum. Slika 9 prikazujetri časovna merila procesa Harmony. V makro ciklu se osredotočimo 
na celotni projektni plan in glavne mejnike projekta. Makro cikel vsebuje štiri različne 
prepletajoče se faze; postavitev glavnega koncepta, postavitev preostalih konceptov, 
optimizacija modelov in dostava izdelkov. V vsaki fazi obravnavamo vse štiri vsebine, 
poudarek dajemo tisti, katere ime nosi posamezna faza. V fazi glavnega koncepta postavimo 
ključne zahteve in osnutek za sistemsko arhitekturo izdelka. Opredelimo glavne tehnologije in 
glavna tveganja za projekt. Ta faza makro cikla vsebuje več mikro ciklov (kar ponazarjata veliki 
in manjši zobnik). V fazi preostalih konceptov postavimo vse preostale koncepte za delovanje 
izdelka. V fazi optimizacije večina mikro ciklov sledi optimizaciji modelov in programske 
agilno modeliranje
osnovni proces/metoda razvoja programske opreme
(ekstremno programiranje, Scrum,RUP)
lasten proces razvoja 
programske opreme
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opreme. V zadnji fazi dostavimo izdelek. Celotni makro cikel lahko traja od nekaj mesecev do 
nekaj let, odvisno od narave projekta. 
 
V mikro ciklu se osredotočimo na udejanjenje posameznih primerov uporabe. Realizacijo 
potrdimo z delujočo programsko opremo. Ta cikel se izvaja iterativno in traja od enega do nekaj 
tednov. Opisuje ga spiralni model, kjer si v večih iteracijah sledijo tri glavne faze: analiza, 
načrtovanje in testiranje. 
 
V fazi analize definiramo prototip in analiziramo zahteve v smislu postavljanja osnovnih 
objektov za realizacijo. 
 
V fazi načrtovanja optimiziramo osnovni model v treh nivojih. Arhitekturno načrtovanje 
predstavlja strateške spremembe na funkcijskem modelu. Na nivoju načrtovanja se 
osredotočimo na sodelovanje med objekti in izboljšanje njihovih vmesnikov. Pri podrobnem 
načrtovanju se osredotočamo na posamezne objekte, delovanje njihovih metod in določanje 
spremenljivk. Na koncu te faze pregledamo in ovrednotimo narejene modele. Delo poteka s 
pomočjo načrtovalskih vzorcev, ki so podrobno opisani v [6]. 
 
V fazi testiranja preverimo posamezne modele in opravimo pregled iteracije. 
 
V nano ciklu se osredotočamo na neprestano integracijo programske opreme in njeno testiranje 
s testi enote. 
 
 


























3.3 Modelni jezik UML 
Modelni jezik UML (v nadaljevanju jezik UML) je grafičen jezik za vizualizacijo, specifikacijo, 
načrtovanje in dokumentacijo programske opreme. Prvotni avtorji jezika UML, znani pod 
psevdonimom trije prijatelji (ang.: The three Amigos), so Grady Booch, Jim Rumbaugh in Ivar 
Jacobsson. Vsi trije so bili avtorji različnih grafičnih metod ali procesov. Vsaka izmed njih je 
učinkoviteje naslavljala določeno tematiko pri modeliranju programske opreme. Zato so se 
odločili za enostaven grafični jezik, ki bi natančno in na standarden način opisal elemente, 
dogodke in  povezave med njimi. Jezik UML je izšel leta 1997 pod okriljem neodvisnega 
združenja OMG. Le-ta ga tudi vzdržuje in dopolnjuje. Trenutna verzija jezika UML je 2.5 [43].  





[43] opredeljuje vse strukture jezika UML. V nadaljevanju predstavimo pomembnejše 
elemente, najbolj značilne povezave in diagrame. Diagrami predstavljajo osnovni prikazni nivo 
za posamezne elemente in njihove povezave. Slika 10 prikazuje različne vrste diagramov. V 
grobem obstajata dve vrsti diagramov: strukturni in vedenjski. 
 
 
Slika 10: vrste diagramov jezika UML 
 
diagram
strukturni diagrami vedenjski diagrami 



















Strukturni elementi in diagrami se delijo na manjše elemente, kot so razred, njegovo instanco 
- objekt, vmesnik in na večje, kot so paket, komponenta in podsistem. Vsi ti elementi 
predstavljajo statično sliko sistema oziroma programske opreme. Elemente družimo na 
pripadajočih diagramih. Nekatere od njih lahko transformiramo v programsko opremo, medtem 
ko drugi služijo le za predstavitev. Razredni diagram prikazuje razrede in povezave med njimi. 
Objektni diagram prikazuje objekte in njihove povezave kot statično sliko sistema v točno 
določenem časovnem trenutku. Kompozitni diagram prikazuje notranjost sestavljenih 
(strukturiranih) razredov. Le-ti vsebujejo dele (ang.: parts) in povezave med njimi, po navadi 
izvedene z vrati (ang.: port). Vrata  so vstopno/izstopne točke med razredi. Lahko vsebujejo 
pravila povezovanja preko vmesnikov. Paketni diagram prikazuje različne pakete in ga 
uporabljamo za druženje funkcijsko sorodnih elementov. Komponentni diagram predstavlja 
povezljivost med komponentami in kako so le-te zgrajene iz manjših elementov – razredov, 
objektov ali paketov. Diagram razvoja in dobave prikazuje, kako so elementi mapirani na 
strojno opremo. Ta diagram uporabimo kot predstavitveni model celotnega sistema [19]. 
 
Vedenjski elementi in diagrami se delijo na diagrame aktivnosti, diagrame prehajanja stanj 
in na diagrame interakcij. S prvimi prikažemo akcije, ki se izvršijo v sistemu. Akcije niso 
stanja, temveč se izvajajo sekvenčno. Podoben je diagramu poteka, vendar vsebuje še elemente 
za prikaz vzporednega delovanja sistema. Uporabljamo jih za opis vedenja razredov in metod 
na eni strani in za prikaz aktivnosti znotraj primera uporabe. Diagram prehajanja stanj 
uporabljamo pri načrtovanju vedenja razredov, kadar akcija sledi dogodku. Po prejemu 
dogodka se izvršijo vse predvidene akcije, sistem pa ponovno čaka na naslednji dogodek. 
Diagram prehajanja stanj je tudi osnovno sredstvo za programiranje pogojeno z dogodki (ang.: 
event-driven programming). Diagram primere uporabe na sistemskem nivoju prikaže, kaj 
sistem dela in kdo uporablja ali upravlja s storitvami sistema. Ti diagrami so po navadi povezani 
z diagramom aktivnosti ali diagramom zaporedij. Diagrami interakcije se delijo na diagrame 
zaporedij, komunikacijske diagrame, diagrame sodelovanja in časovne diagrame. Diagrami 
zaporedij prikazujejo potek komunikacije med objekti. Časovna os ne predstavlja realnega časa, 
temveč prikazuje le zaporedje izvajanja komunikacijskih dogodkov. V osnovi ti diagrami 
prikazujejo izvajanje enega scenarija. Če ga narišemo pred implementacijo, predstavlja 
načrtovalski pogled na izvajanje sistema, če ga izriše orodje po implementaciji, dobimo 
dejansko stanje izvajanja sistema. Tako lahko preverimo, ali sistem dela tisto, za kar je bil 
zasnovan. Komunikacijski diagrami predstavljajo podobno sliko kot diagrami zaporedij, zato 
 24 
se jih vedno manj uporablja. Časovni diagrami prikazujejo spremembe stanj in dogodke, ki so 
sprožili akcije za spremembo stanj na časovni osi za posamezni objekt. Diagrami sodelovanja 
so mešanica diagramov zaporedij in diagramov aktivnosti [19]. 
 
Tabela 2, povzeta po [10], prikazuje povezave med elementi v jeziku UML.  
 






splošen odnos med dvema 
elementoma. Po navadi dodamo 
stereotip, da odnos natančneje 






odnos med dvema statičnima 
elementoma. Lahko je enosmerna ali 
dvosmerna. Vsakemu koncu lahko 
dodamo multiplikativnost 






odnos med dvema dinamičnima 
instancama razreda. Lahko je 
enosmerna ali dvosmerna. Vsakemu 







odnos med dvema razredoma, kjer je 
en razred nadrejeni, drugi podrejeni. 
Podrejeni izvrši vse predpise 
nadrejenega razreda in doda svojo 





odnos med vmesnikom in razredom, 
ki ga izvrši 






močna asociacija med celoto in 
delom (ang.: whole-part). Diamant je 
postavljen pri celoti. Močna pomeni, 
da je celota odgovorna za 





šibka asociacija med celoto in delom 
(ang.: whole-part). Diamant je 
postavljen pri celoti. Šibka pomeni, 
da celota ni odgovorna za 
konstrukcijo in destrukcijo dela 
kazalec ali polje 
kazalcev (podobno kot 
navadna asociacija) 
Tabela 2: povezave v jeziku UML 
 
Ker je jezik UML strogo opisan s svojim lastnim meta jezikom, lahko uporabljamo orodja, ki 
poleg grafične predstavitve omogočajo tudi pretvorbo modelov v ciljno programsko opremo. 
 
Jezik UML omogoča nadgradnjo standardnih elementov preko stereotipov in profilov. Za 
potrebe sistemskega modeliranja je bil razvit modelni jezik SysML. Le-ta je tehnično gledano 
razširjen in modificiran jezik UML z dodanimi novimi diagrami. 
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3.4 Ostala infrastruktura 
Za podporo razvojnemu postopku potrebujemo informacijsko strukturo, kot je skupno 
odlagališče za modele, vodenje razvojnega postopka in izgradnjo programske opreme. V ta 
namen uporabljamo Microsoftov Team Foundation Server. Za modeliranje uporabljamo IBM 
Rational Rhapsody oziroma prilagojeno različico za vgradne sisteme – Embedded UML Studio 
II podjetja Willert. Za prevajanje, izgradnjo in razhroščevanje na ciljni strojni opremi 
uporabljamo Keilov uVision z integriranim prevajalnikom ARM, medtem ko pri simulaciji 





4 Lastni razvojni proces programske opreme 
V poglavju 2 smo predstavili krovni proces razvoja izdelkov v podjetju. Proces z vrati sledi 
kaskadnemu modelu. Pri razvoju programske opreme z njim v preteklosti nismo dosegli 
zadovoljivih rezultatov. Največkrat so bili za zamudo pri razvoju programske opreme krivi 
sledeči vzroki: slabo podane zahteve, spreminjanje zahtev pozno v razvoju, spreminjanje 
strojne opreme, pomanjkanje planiranja razvoja programske opreme in njeno pozno testiranje. 
Zato smo med vrati G1 in G3 krovnega kaskadnega procesa vpeljali V model s fazami kot jih 
prikazuje levi del slike 11. V model sledi principom modelirno usmerjenega inženirstva. S 
predstavitvijo V modela smo poskušali vpeljati takojšnje planiranje in izvajanje testov ter jasno 
začrtati proces obravnave zahtev. Pri razvoju programske opreme smo preučili klasične agilne 
metode in modelirno usmerjene metode razvoja programske opreme iz poglavij 3.1 in 3.2. 
Desna stran slike 11 prikazuje umeščenost posameznih metod glede na metodologijo dela. 
Skrajno levo je postavljen kaskadni razvoj, skrajno desno klasične agilne metode, vmes pa so 
hibridne modelirne metode. 
 
 
Slika 11: različni procesi razvoja programske opreme 
 
Področje merjenja električne energije je izredno regulirana veja industrije, kjer je potrebno 
pripraviti veliko dokumentacije, programsko opremo predati zunanjim presojevalcem v oceno 
in določene dele programske opreme certificirati. Povečuje se število različic pametnih 
merilnikov, ki jih je potrebno dostaviti istočasno in na katerih dela v danem trenutku med 12 in 
15 razvijalcev programske opreme. Zaradi omenjenih razlogov nismo prevzeli nobene od 
uveljavljenih agilnih metod, saj ne sledijo ideji platformskega pristopa (npr.: razvijte le toliko, 
podrobna zasnova v 
naprej?
Harmony














































kolikor je potrebno za en izdelek), niti ne predvidevajo tako velikega števila razvijalcev. 
Pozitivna plat agilnih metod je, da predvidevajo spreminjanje zahtev med razvojem programske 
opreme, kar se v primeru razvoja pametnih merilnikov često dogaja. 
 
Hibridne metode, kot je Harmony, bolje nalegajo konceptu razvoja izdelkov v podjetju, vendar 
so izredno kompleksne in zajemajo spreminjanje načina dela v večih oddelkih podjetja (npr.: 
makro cikel v metodi Harmony zajema spreminjanje koncepta dela večih oddelkov) in ne samo 
v oddelku za razvoj programske opreme. 
 
Zaradi omenjenih prednosti in slabosti agilnih metod na eni strani ter modelirnih metod na drugi 
strani, smo se odločili za lastni proces razvoja programske opreme. Le-ta je inkrementalni in 
iterativni proces razvoja programske opreme, ki temelji na uporabi modelirnih metod za 
načrtovanje arhitekture in posameznih funkcionalnih domen. Vse aktivnosti vršimo znotraj 
tekov. 
 
V procesu nastopajo osebe z različnimi vlogami: 
Arhitekt  je odgovoren za krovno sliko celotne programske opreme in za transformacijo 
funkcijskih zahtev v razvojne. 
 
Vodja tekov (ang.: Scrum master) je odgovoren za vodenje posameznih tekov, urejanje 
seznama zahtev izdelka (skupaj z arhitektom, produktnim vodjo) in planiranje novih tekov. 
 
Razvijalec je odgovoren za realizacijo posameznih uporabniških zgodb. 
 
Preizkuševalec je odgovoren za funkcijsko testiranje programske opreme. 
 
Ko produktni vodje predajo zahtevnik, je potrebno načrtati arhitekturo programske opreme 
(faza sistemske arhitekture iz levega dela slike 11 je po navadi implicitno podana v zahtevniku). 
Začnemo z razčlenitvijo zahtev na posamezne funkcionalne sklope oziroma domene pametnega 
števca. S pomočjo diagramov primera uporabe določimo vedenje posamezne domene. Ko so 
zahteve razporejene po domenah, pripravimo krovno sliko sistema s pomočjo razrednih 
diagramov. To je višje nivojski pogled na delovanje sistema. Ko so posamezne domene 
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pripravljene, lahko v sledečih tekih na projekt vključujemo vedno več razvijalcev. Takrat 
preidemo v faze podrobnega načrtovanja, implementacije in testiranja programske opreme. 
 
V procesih klasičnih agilnih metod je uporabniška zgodba razumljena kot zahteva, ki jo agilno 
moštvo doreče z naročnikom. V segmentu pametnih števcev tak pristop ni mogoč, ker večina 
naročnikov ne predvidi tesnega sodelovanja z razvijalci. Razvojno moštvo dobi zahteve, ki jih 
predelamo v primere uporabe za posamezno domeno. V agilnem modeliranju priporočata [7] 




Slika 12: pretvorba med primerom uporabe in uporabniško zgodbo 
 
Na sliki 12 prikazujemo pretvorbo med primerom uporabe in uporabniško zgodbo. Slednji 
dodamo oceno kompleksnosti ter prioriteto izvedbe. Ker združimo podobne primere uporabe v 
domeno, so v seznamu zahtev izdelka uporabniške zgodbe združene pod nadrejeno kategorijo, 
imenovano "Značilke" (ang.: Features). V oddelku razvoja programske opreme delamo na večih 
projektih vzporedno, zato imamo več seznamov zahtev izdelkov. Vse značilke enega izdelka 
družimo pod nadrejeno kategorijo "Iniciativa". Tabela 3 hierarhično prikazuje vse delavne 
elemente, ki jih uporabljamo pri vodenju razvoja programske opreme. Iniciativa se zaključi, ko 
zapremo vse podrejene značilke, kar izvedemo, ko odpravimo vse napake ali zaključimo 
(implementiramo in preverimo) vse uporabniške zgodbe. Le-te pa zapremo, ko so zaključena 





























Delavni element Simbol Pomen 
Iniciativa (ang.: Initiative) 
 
ime začetega projekta. Vsebuje končni datum dostave 
projekta 
Značilka (ang.: Feature) 
 
celotna funkcionalnost, ki nosi poslovno vrednost za 
naročnika. Vsebuje uporabniške zgodbe 
Epoha (ang.: Epoch) 
 
tehnična razčlenitev značilke. Predstavlja grobo 
zastavljeno uporabniško zgodbo in se njena 
implementacija razteza preko več tekov. Preko procesa 
izpopolnitve seznama zahtev izdelka jo razbijemo na 
manjše uporabniške zgodbe 
Uporabniška zgodba (ang.: User 
Story) 
 
tehnična  razčlenitev značilke. Implementiramo jo v 
enem teku in lahko vsebuje več opravil.  Težavnost 
implementacije merimo v utežeh (ang.: story points). 
Napaka (ang.: Bug) 
 
potrjeno nepravilno obnašanje programske opreme. 
Vsaki napaki priredimo pripadajoče opravilo 
Opravilo (ang.: Task) 
 
osnoven element izvajanja v teku. Vsako opravilo ima 
nadrejeno uporabniško zgodbo in realizira en njen 
segment. Trajanje implementacije merimo v urah 
Vprašanje (ang.: Issue) 
 
nepotrjeno nepravilno obnašanje programske opreme 
Tabela 3: uporabljeni delavni elementi in njihov pomen 
 
Slika 13 prikazuje potek dela znotraj lastnega procesa razvoja programske opreme. Ko iz 
primerov uporabe preslikamo vse uporabniške zgodbe, dobimo prvo verzijo seznama zahtev. V 
naslednjem koraku določimo uteži (SP) in prednostno listo (P) reševanja uporabniških zgodb. 
Za določitev teže uporabniških zgodb uporabljamo lestvico od 0,5 do 10. Utež predstavlja 
število dni, potrebnih za dokončanje uporabniške zgodbe. Pri tem upoštevamo, da lahko vsak 
dan opravimo šest (6) ur dela. Uteži za posamezno uporabniško zgodbo določijo arhitekt in 
razvijalci posamezne uporabniške zgodbe. Vsaka uporabniška zgodba ima tudi povezavo (L) 
na svojo nadrejeno značilko. Na začetku teka - v fazi podrobnega planiranja - premaknemo 
uporabniške zgodbe z vrha seznama zahtev izdelka v plan teka in jim dodamo pripadajoča 
podrejena opravila (L). Prenesemo jih lahko toliko, kolikoršna je najvišja hitrost (v) moštva pri 
reševanju uporabniških zgodb. Izračun predstavlja enačba (1). 
 




; kjer  indeks i  predstavlja število razvijalcev na projektu v določenem 
teku. 𝑚𝑖 pomeni število dni v teku in 𝑐𝑖 utežni faktor med 0 in 1 s katerim 
povemo kolikšna je zmožnost (ang.: capacity) posameznega razvijalca za 
delo v tem teku. Za vsakega razvijalca število dni zmanjšamo za 1, zaradi 
planiranja in pregleda teka 
(1) 
Velja, da je ponavadi hitrost moštva nekoliko nižja od največje možne iz enačbe (1), zaradi 
zunanjih motenj, popravljanja tehničnega dolga ali ostalih ovir znotraj teka. 
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Znotraj teka vsak dan opravimo dnevni sestanek, ki traja največ petnajst (15) minut in na 
katerem vsak razvijalec pove, kaj je naredil prejšnji dan, kaj bo delal danes in ali je naletel pri 
svojem delu na oviro. Le-te poskušamo odpraviti takoj po sestanku ali pa določimo termin 
odpravljanja težave. Ob koncu teka naredimo oceno teka in popravek seznama zahtev izdelka. 
Le-tega neprekinjeno izpopolnjujemo, pri čemer prilagajamo prednostno listo, dodajamo nove 
ali prenašamo stare (tehnični dolg) uporabniške zgodbe in drobimo epohe na uporabniške 
zgodbe, ki jih lahko uvrstimo v posamezen plan teka. 
 
 
Slika 13: seznam zahtev izdelka in proces vodenja 
 
Primer seznama zahtev izdelka prikazujemo v dodatku, poglavje 10.1. 
 
Slika 14 prikazuje potek posameznega teka in seštevek vseh tekov. V začetni fazi smo določili 
prvo verzijo seznama zahtev izdelka s pripadajočimi utežmi vseh uporabniških zgodb. Ker 
poznamo povprečno hitrost reševanja uporabniških zgodb skozi teke, lahko določimo število 








) + 𝑍 
; kjer ?̅? predstavlja povprečna hitrost moštva, M število vseh 
uporabniških zgodb in SP uteži posamezne uporabniške zgodbe. Z 
predstavlja korekcijski faktor, ki upošteva različne odsotnosti ali motnje, 
ki zmanjšujejo hitrost moštva. 
 
(2) 
Zaključek nakazuje črni diamant. Po vsakem teku pregledamo ali zaradi spremenjenih zahtev 
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Slika 14: prikaz dela znotraj tekov lastnega razvojnega procesa 
 
Vsak tek je sestavljen iz štirih faz. V fazi analize se spoznamo s problemom in pripravimo meje 
našega reševanja. Največkrat zaključek te faze pomeni načrtan diagram primera uporabe z 
določenimi igralci in zastavljenimi nižje nivojskimi primeri uporabe. V fazi načrtovanja 
pripravimo razredni ali objektni model in določimo osnovne povezave med razredi oziroma 
objekti. Fazi analize in načrtovanja ponavadi dodatno dokumentiramo in po potrebi umestimo 
v krovni arhitekturni dokument. Ko potrdimo zasnovo, preidemo v fazo implementacije, kjer 
dokončamo želeno vedenje objektov oziroma razredov. Vzporedno z implementacijo začnemo 
tudi fazo testiranja, kjer pripravljamo teste enote. Vsako uporabniško zgodbo in pripadajoča 
opravila ne vodimo skozi vse štiri (4) faze, saj smo kakšno izmed faz predhodno implicitno 
rešili ali je niti nismo potrebovali. Vsak dan vršimo tudi dimne teste (nabor osnovnih 
funkcionalnih testov), kjer preverimo ali je delovanje programske opreme še vedno v skladu s 
pričakovanji. 
4.1 Podroben potek procesa 
Slika 15 prikazuje podroben potek procesa skozi vse štiri faze znotraj teka in opredeli, kdo je 
odgovoren za pregled in potrditev prehoda v naslednjo fazo. 
 
Slika 15: podroben prehod med posameznimi fazami teka 
 
Ko začnemo z delom na uporabniški zgodbi, preidemo v fazo analize. Po potrditvi preidemo v 
fazo načrtovanja, kjer se pripravljamo tudi že na fazo implementacije in testiranja enote. Po 
uporabniška 
zgodba
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pregledu dodeljenega sodelavca preidemo v fazo implementacije in kasneje še testiranja enote. 
Ko so testi enote napisani in uspešno izvedeni, zaključimo opravilo. Če so testi dima uspešno 
zaključeni, vzamemo naslednje opravilo uporabniške zgodbe in ponovimo cikel. V primeru, da 
je to bilo zadnje opravilo, uporabniško zgodbo zaključimo in vzamemo naslednjo iz plana 
iteracije. Če testi dima niso uspešni, je prišlo do regresije, zato prevetrimo vse faze še enkrat. 
4.1.1 Ponovni vstop v fazo 
Posamezne faze ne predstavljajo zaporednih (kaskadnih) mejnikov temveč kontrolne točke za 
spremljanje napredka. Zato pri reševanju uporabniške zgodbe in pripadajočih opravil sledimo 
spiralnemu modelu, kjer se večkrat zavrtimo v vseh fazah, preden zaključimo opravilo ali 
uporabniško zgodbo. 
4.1.2 Prehodi stanj delavnih elementov 
Pri prehajanju med fazami spreminjamo status uporabniškim zgodbam, opravilom, napakam, 
značilkam in iniciativam. Prehode stanj prikazujemo na sliki 16. Delavni element vprašanje ima 
samo dve stanji: aktivno in zaprto. Ko se vprašanje izkaže za pomembno, ga uvrstimo v plan 
teka kot uporabniško zgodbo ali napako. 
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Slika 16: prehodi med delavnimi elementi (povzeto po [31]) 
4.1.3 Pravila za zagotavljanje kakovosti 
Slika 17 prikazuje podrobna pravila za delo na posameznih elementih in izgradnjo programske 
opreme. Ko aktiviramo opravilo, rezerviramo (ang.: check-out) potrebne elemente (npr.: paket, 
komponenta) in začnemo delati na njih. Če so spremembe majhne, implementacijo končamo 
brez pregleda, v nasprotnem primeru počakamo na pregled arhitektov ali ostalih razvijalcev. 
Ko so spisani in uspešno opravljeni vsi testi enote, preverimo, ali je paket, na katerem delamo, 
že del programske opreme izdelka in v primeru da je, preverimo ali se prevede in teče brez 
zapletov tudi programska oprema izdelka. Nato sledi sprostitev elementa na odlagališče (ang.: 
check-in), ki avtomatsko sproži agenta za izgradnjo programske opreme (PO). Če je izgradnja 
uspešna, je zgrajena programska oprema kandidatka za teste dima za tisti dan ali za obširnejše 
funkcijske teste. V primeru napake pri izgradnji sledi avtomatsko generirano opozorilo o 
































nazaj v seznam 
zahtev
implementacija 




















































Slika 17: pravila za izgradnjo programske opreme 
4.2 Pravila za vodenje programske opreme na odlagališču 
Pri vodenju programske opreme na odlagališču uporabljamo strategijo razvejitev (ang.: 
branch), ki se imenuje razvojno-izdajna strategija (ang.: Development and Release Isolation). 
Le-ta sestoji iz dveh tipov razvejitvenih vej in ene glavne veje [20]. 
 
Pri razvojni strategiji vpeljemo eno ali več razvojnih vej DEV[ELOPMENT], kar omogoča 
hkratno delo na novih funkcionalnostih, odpravljanju napak in naslednjem izdajnem ciklu. Ob 
vejitvi iz glavne MAIN veje, predstavlja razvojna veja njeno celotno kopijo[20].  
 
Pri izdajni strategiji vpeljemo eno ali več izdajnih vej REL[EASE], s čimer omogočimo 
izolirano izdajanje trenutnih funkcionalnosti. Ob vejitvi iz glavne MAIN veje, predstavlja 
izdajna veja njeno celotno kopijo [20]. 
 
Slika 18 prikazuje delovno področje vsake veje. Na razvojnih vejah razvijamo samo domene, 
medtem ko na izdajnih vejah večinoma popravljamo morebitne napake na projektih. Projekti 
so skupek domen, ki tvorijo izdelek za eno ali več strank. Tabela 4 povzema strategijo vodenja 
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Slika 18: strategija vejitev na odlagališču 
 
Faza Akcija Namen 
① Naredi novo vejo iz 
veje MAIN in jo 
poimenuj DEV 
Uporabimo kadar je potrebno razviti novo domeno v izoliranem okolju in 
ne moremo uporabiti nobene predhodne veje DEV 
② Proces spajanja Ob zaključku določene Domene ali sklopa funkcionalnosti je potrebno 
spojiti veji DEV in MAIN. Najprej naredimo integracijo iz veje MAIN na 
DEV (ang.: FI forward integration), s čimer pridobimo zadnje stanje iz veje 
MAIN nato prenesemo še dodatno funkcionalnost iz veje DEV nazaj na vejo 
MAIN (ang.: RI reverse integration) 
③ Naredi novo vejo iz 
veje MAIN in jo 
poimenuj REL 
Kadar izdamo programsko opremo za določen izdelek, jo ločimo od 
nadaljnjega razvoja za potrebe sprotnih popravkov (ang.: hot fix) ali 
vzdrževalnih paketov (ang.: service packs) 
④ Proces spajanja Enako kot v fazi ② 
⑤ Naredi sprotni 
popravek ali 
vzdrževalni paket 
Kadar naredimo sprotni popravek ali nov vzdrževalni paket, moramo bodisi 
prenesti že narejen popravek z veje MAIN (FI) bodisi narediti popravek na 
veji REL in ga opcijsko prenesti na vejo MAIN (RI) 
Tabela 4: faze razvoja programske opreme na odlagališču 
4.3 Uporabljena orodja in proces razvoja programske opreme 
Za vodenje procesa in izdelavo programske opreme uporabljamo orodja prikazana na sliki 19. 
 
 






















































Za informacijsko infrastrukturo uporabljamo Microsoft Team Foundation Server. Z njim se 
povezujeta Visual Studio, v katerem poganjamo simulacijo pametnega merilnika in IBM 
Rational Rhapsody, v katerem načrtujemo programsko opremo s pomočjo modelov. IBM 
Rational Rhapsody potrebuje za povezavo s strežnikom TFS poseben vmesnik, ki je skladen z 
Microsoftovim standardom za nadzor izvorne kode (ang.: MSSCCI – Microsoft Source Code 
Control Integration Provider). Za celoten postopek izgradnje uporabljamo Embedded UML 
Studio podjetja Willert. Njihova rešitev vsebuje poleg orodja IBM Rational Rhapsody lastno 
aplikacijsko ogrodje za podporo UML jezikovnih struktur v programskem jeziku C ter UML 
Target Debugger s katerim opazujemo posredovanje dogodkov med različnimi objekti. Za 
prevajanje programske opreme na ciljnem izdelku uporabljamo prevajalnik podjetja ARM, ki 
je del programskega okolja uVision. Le-tega uporabljamo tudi za razhroščevanje programske 
opreme na ciljnem izdelku. Za prevajanje in razhroščevanje simulacijskega okolja uporabljamo 
orodje Visual Studio. Vodenje projektov se odvija direktno na strežniku TFS s pomočjo 
grafičnega spletnega vmesnika. V nadaljevanju predstavimo orodja, ki jih uporabljamo za 





5 Orodja (generalen pregled nad orodji) 
Ključna orodja, prikazana na sliki 19, razdelimo na tri osnovne kategorije: infrastrukturna 
orodja, ki predstavljajo osnovo za delo in sodelovanje med razvijalci znotraj moštva, klasična 
razvojna orodja s katerimi razhroščujemo, prevedemo in izgradimo programsko opremo ter 
modelirna orodja s katerimi načrtamo in izvajamo modele. 
5.1 Infrastrukturna orodja 
Kot glavno infrastrukturno in informacijsko orodje uporabljamo Microsoft Team Foundation 
Server. Le ta predstavlja orodje za sodelovanje znotraj enega moštva in tudi med različnimi 
oddelki skozi celoten življenjski cikel razvoja programske opreme. Sestavljen je iz dveh (2) 
stopenj. Aplikacijsko stopnjo sestavljajo sklopi spletnih storitev, s katerimi komuniciramo s 
strežnikom in pridobivamo podatke iz podatkovne stopnje. Le-to sestavlja SQL podatkovna 
baza, ki vsebuje logiko in podatke celotnega strežnika za različna področja uporabe. 
Aplikacijska stopnja je prilagodljiva in povezljiva z različnimi orodji za razvoj programske 
opreme [32] in [11]. 
 
V podjetju strežnik TFS uporabljamo na različnih področjih: 
Odlagališče je osnovna funkcionalnost, ki jo ponuja strežnik TFS. Odlaganje programske 
opreme in vodenje njenih verzij opravljamo preko odlagališča TFVC (ang.: Team Foundation 
Version Control). Odlagališče uvrščamo med centralizirana odlagališča s krovnim strežnikom 
in nam omogoča vsa klasična opravila vodenja programske opreme: rezervacijo, sproščanje, 
razvejitve, spojitve, pregledovanje zgodovine in povrnitve v prejšnja stanja. Osnovna enota ob 
rezervaciji iz in sprostitvi na odlagališče se imenuje "zbirka sprememb" (ang.: Changeset). 
 
Vodenje agilnih moštev opravljamo preko preglednih plošč, s katerimi naredimo seznam 
zahtev izdelka, vodimo uporabniške zgodbe, izdelujemo in pregledujemo različna poročila. 
Zbirke sprememb, ki se nanašajo na različne napake ali uporabniške zgodbe, povežemo med 
seboj, s čimer pripomoremo k bolj preglednemu delu na programski opremi. Primere uporabe 
preko spletnega vmesnika podajamo v dodatku, poglavje 10.3. Primer sledenja stanju 
posameznih uporabniških zgodb, hitrost moštva preko preteklih iteracij ter skupni pregled nad 
stanjem uporabniških zgodb podajamo v dodatku, poglavje 10.2. 
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Z uporabo sistema izgradnje integriranega v strežnik TFS, zgradimo programsko opremo ob 
vsaki sprostitvi zbirke sprememb na odlagališče. Obenem z istim sistemom omogočamo 
dnevno dostavo na izbrano strojno opremo in preverjanje delovanja s testi dima. S tem 
zagotavljamo nenehno in preverjeno integracijo sprememb v programsko opremo. 
 
Strežnik TFS lahko tudi razširjamo in povezujemo z ostalimi orodji, ki niso del Microsoftovega 
portfelja. Vmesnik MSSCCI nam omogoča, da povežemo IBM Rational Rhapsody z 
odlagališčem TFVC. 
5.2 Modelirna orodja 
Izbira modelirnih orodij vpliva na postavitev arhitekture in proces razvoja programske opreme. 
Nekatera modelirna orodja podpirajo napredne funkcije generiranja programske opreme iz 
modelov, obratnega inženirstva in podpornih ogrodij za pretvorbo elementov jezika UML v 
izvorno kodo, druga omogočajo zgolj grafično predstavitev programske opreme v jeziku UML. 
Pri uporabi orodij za modeliranje smo pretehtali dve ključni možnosti: 
1. predstavitev značilk pametnega merilnika preko modelov UML brez transformacije v 
izvorno kodo, 
2. predstavitev značilk pametnega števca preko modelov UML s transformacijo v izvorno 
kodo in uporabo namenskega ogrodja za podporo elementom jezika UML. 
Ključne prednosti druge možnosti pred prvo so: 
 večina modelov UML predstavlja izvorno kodo – sprememba modela se odraža v 
izvorni kodi, 
 preprosta uporaba ogrodja za omogočanje programiranja z dogodki, 
 manjša odvisnost od operacijskega sistema, 
 validacija modelov preko izvorne kode. 
Ključne slabosti druge možnosti pred prvo so: 
 kompleksnejša modelirna orodja, 
 dražja orodja, 
 učenje uporabe teh modelirnih orodij je zahtevnejše in dolgotrajnejše. 
 
S kompleksnejšimi orodji udejanjimo tri različne načine transformacij med modeli in izvorno 
kodo – kot prikazujemo na sliki 20. Skrajno levi del označen z  predstavlja generiranje 
izvorne kode iz modelov. Ker smo želeli imeti modele, ki verodostojno predstavljajo izvorno 
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kodo, je bila podpora temu načinu transformacije izredno pomembna pri izbiri orodja. Desni 
del, označen z , predstavlja obratno inženirstvo, kjer iz izvorne kode nastanejo modeli. Ker 
so modeli kompleksnejši od izvorne kode, je takšno transformacijo težko izvesti popolnoma 
pravilno. Večina literature [8, poglavje 5] in [21] odsvetuje obratno inženirstvo, ker so načrtani 
modeli pomanjkljivi ali vsebinsko napačno tolmačeni. Zato smo ta način transformacije pri 
izbiri orodja ovrednotili kot manj pomemben. Spodnji del, označen s , predstavlja krožno 
integracijo med izvorno kodo in modelom. To je bijektivna preslikava med obema elementoma. 
Sprememba v kodi se odraža v modelu in obratno. Ker orodja omogočajo modeliranje zgolj do 
določene stopnje, je potrebno zagotoviti mehanizem, da se manjše, kontrolirane spremembe v 
izvorni kodi prenesejo na modele. Spremembe na modelih se odražajo na izvorni kodi preko 




Slika 20: različne transformacije med modeli in izvorno kodo 
 
Pri generiranju izvorne kode smo se osredotočili na pretvorbo iz modelov v izvorno kodo, 
napisano v programskem jeziku C. Kljub temu, da je pretvorba med modeli in izvorno kodo 
bolj premočrtna ob uporabi objektno naravnanega programskega jezika, smo se odločili za 
programski jezik C. Temu je botrovalo dejstvo, da je večina razvijalcev izurjenih C 
programerjev, kar nam je omogočilo hitrejši prehod v fazo doseganja rezultatov. Tako nam ni 
bilo potrebno šolati razvijalcev za pisanje efektivne in kakovostne izvorne C++ kode. Odločitvi 
o izbiri programskega jezika je botrovalo tudi dejstvo, da je programski jezik C veliko bolj 
popularen v segmentu vgradnih sistemov kot C++. Indeks TIOBE, ki meri aktivnost skupnosti 
posameznega programskega jezika na spletu, kaže, da je programski jezik C drugi 
najpopularnejši jezik – takoj za programskim jezikom Java [33]. V raziskavi, opravljeni 
izključno za segment vgradnih sistemov, prevladuje programski jezik C. Tabela 5 prikazuje 















Število projektov pisanih v programskem jeziku C je daleč pred vsemi ostalimi in uporaba 
jezika se skozi leta povečuje ravno na račun programskega jezika C++  [34]. Prikazujemo samo 




Uporaba programskih jezikov v odstotkih skozi leta 
Povprečno 
2005 2006 2007 2008 2009 2010 2011 2012 
C 51 51 63 60,2 62 60,0 62,4 64,7 59,3 
C++ 26 30 22 25,0 24,0 20,0 21,9 19,6 23,6 
Zbirni jezik 8 8 7 4,5 4,7 6,0 5,5 4,8 6,1 
Tabela 5: uporaba programskega jezika v projektih vgradnih sistemov po letih v procentih 
 
Uporaba programskega jezika C za osnovno v modelih PSI je tako tudi dolgoročno vzdržna, saj 
je v segmentu vgradnih sistemov še vedno prevladujoč programski jezik. 
 
Krovni pregled programskega jezika C najdemo v [12]. Uporabo avtomatskega generiranja 
izvorne kode smo izbrali na podlagi narejene analize SWOT. 
5.2.1 Analiza SWOT 
Z analizo SWOT prepoznavamo prednosti in slabosti ter preiskujemo priložnosti in nevarnosti, 
s katerimi se srečujemo. Prednost (S) in slabost (W) predstavljata lasten pogled in pogled ostalih 
deležnikov, s katerimi sodelujemo, na preučevano problematiko, medtem ko priložnost (O) in 
nevarnost (T) predstavljata zunanji pogled [13]. 
 
Na vprašanje, ali uporabiti avtomatsko generiranje izvorne kode, smo preko analize SWOT 
odgovorili pritrdilo. Tabela 6 prikazuje, da seštevek uteži za prednosti in priložnosti  (22) 
presega tistega za slabosti in nevarnosti (16). Utež 3 pomeni veliko, utež 2 srednjo in utež 1 






izboljša efektivnost razvoja 
programske opreme zaradi krajšanja 
časa pisanja izvorne kode 
2 dolgotrajno učenje uporabe 
kompleksnih modelirnih orodij 
3 
konsistenca in sledljivost med 
modelom in implementacijo v izvorni 
kodi 
3 zaradi avtomatskega generiranja 
izvorne kode je le-to težko prilagoditi 
internim standardom kodiranja 
3 
višja in konsistentna kakovost 
generirane izvorne kode v primerjavi z 
ročno napisano, predvsem s stališča 
vzdrževanja le te 
2 izvorno kodo je težje razhroščevati 1 
enostavna uporaba programiranja 
pogojenega z dogodki 
2  
razdelitev projekta na komponente in 
pakete ter razrede omogoča izraženo 
enkapsulacijo 
2 
brez ločnice med generirano izvorno 
kodo in razvojno dokumentacijo – ne 
potrebujemo ločeno voditi 
dokumentacijo 
1 
konfiguracija izvorne kode preko 
komponentnega diagrama, kar zmanjša 
uporabo pred procesorskih konstruktov 






naslednji projekti bodo narejeni hitreje 
zaradi ponovne uporabe že načrtanih 
komponent in paketov 
3 avtomatsko generirana izvorna koda, 
je večja od izvorne kode napisane 
ročno 
1 
večina razvijalcev pridobi znanje o 
načrtanju arhitekture in ne samo o 
kodiranju 
3 obratno inženirstvo in krožna 
integracija  ponekod ne delujeta brez 
napak 
1 
V odlagališču hranimo samo modele in 
ne izvorno kodo zaradi tega so modeli 
tudi dokumentacija programske 
opreme 
1 izdelava prvega projekta traja dalj 




pretvorba iz modelov v model PSI 
poteka avtomatsko preko generatorja 
izvorne kode, ki lahko vsebuje napake 
3 
shranjevanje izvorne kode na 
odlagališču poleg modelov vodi do ne 
konsistence med modeli in izvorno 
kodo 
1 
Tabela 6: analiza SWOT za uporabo avtomatsko generirane izvorne kode 
 
Na vprašanje, ali je smiselno uporabljati avtomatsko generirano in ročno napisano izvorno kodo 
hkrati, smo odgovorili pritrdilno (devet (9) za in sedem (7) proti). Določene knjižnice, 
operacijski sistemi in preostala pomembna programska oprema so napisani v izvorni kodi, 





integracija programske opreme, ki jo 
dobavljajo podjetja, ki ne pišejo 
modelov 
3 potrebujemo dodatno programsko 
opremo za prilagoditev na jezik UML 
2 
zunanje datoteke, ki jih umestimo pod 
komponento v modelu, generiramo v 
orodju 
3 obstoječa programska oprema ni 





krajši čas razvoja prilagoditev za že 
razvite funkcionalnosti 
3 avtomatsko generirana izvorna koda, 
je večja od programske opreme pisane 
ročno 
1 
Tabela 7: analiza SWOT za mešano uporabo zunanjih datotek in modelov 
 
Glede na analizi SWOT in različnih kriterijev smo pregledali nabor orodij, ki premorejo 
napredne rešitve pri pretvorni modelov v izvorno kodo. 
5.2.2 Pregled modelirnih orodij in naleganje na izbirne kriterije 
Pri izbiri modelirnih orodij smo se osredotočili na pet (5) orodij, ki premorejo večino omenjenih 
funkcionalnosti. 
Enterprise Architect podjetja Sparx je grafično modelirno orodje, ki podpira jezik UML in 
jezik SysML. Omogoča modeliranje skozi celoten V model – od zbiranja zahtev do načrtovanja 
sistemske arhitekture, arhitekture programske opreme, podrobnega načrtovanja in generiranje 
kode. Zadnje faze podpira preko dodatkov, s katerimi pretvorimo modele PIM oziroma PSM v 
model PSI. Omogoča obratno inženirstvo iz programskih jezikov kot so C/C++, C#, Java in 
ostali [35]. 
 
BridgePoint UML je prosto dostopno grafično orodje za načrtovanje in implementacijo 
vgradnih sistemov s pomočjo jezika xtUML. Prvotno je bilo orodje last podjetja 
MentorGraphics, vendar so se zaradi širjenja jezika xtUML odločili, da prenesejo vse pravice 
na združenje [36]. Orodje je osnovano na platformi Eclipse. 
 
QP Modeler – QM je prosto dostopno grafično orodje za načrtovanje in implementacijo 
vgradnih sistemov s pomočjo diagramov prehajanja stanj jezika UML in podpornega ogrodja 
za pretvorbo modelov v programski jezik C ali C++. QM lahko uporabljamo na vseh večjih 
platformah – Windows, OS X in Linux [37]. 
 
IBM Rational Rhapsody (v nadaljevanju Rhaposdy) podjetja IBM je grafično modelirno 
orodje, ki podpira jezik UML in jezik SysML. Preko vtičnikov omogoča modeliranje skozi 
 45 
celoten V model – od zbiranja zahtev do načrtovanja sistemske arhitekture, arhitekture 
programske opreme, podrobnega načrtovanja in generiranja kode. Za razliko od orodja 
Enterprise Architect podpira zadnje faze brez dodatnih vtičnikov. Vsebuje več ogrodij za 
pretvorbo modelov UML v modele PSI za različne programske jezike (C/C++, C# in Java). 
Sintakso jezika UML je moč razširiti preko podpore za dodajanje lastnih profilov. S pomočjo 
dodatnih orodij (npr.: Test Conductor) izvajamo verifikacijo modelov UML na ciljni strojni 
opremi. 
 
Embedded UML Studio 2 podjetja Willert temelji na izdelku Rhapsody pri čemer omogoča 
delo na vgradnih sistemih z omejenimi strojnimi sredstvi. V ta namen so razvili lastno ogrodje 
imenovano RXF in avtomatiziran prenos programske opreme do ciljnega prevajalnika. Dodatno 
omogočajo pregled delovanja programske opreme preko diagrama zaporedij neposredno iz 
ciljne naprave. 
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Tabela 8: primerjava orodja s stališča izbirnih kriterijev 
 
Ker smo se odločili za generiranje izvorne kode in uporabo ogrodja za pretvorbo UML 
dogodkov v delujočo programsko opremo smo se odločili za uporabo orodja Embedded UML 
Studio 2. Le-ta je prilagojen za delo z vgradnimi sistemi z omejenimi sredstvi in dodatkom za 
prikaz dogodkov znotraj ciljne strojne opreme. Preko dodatnih skript ga povežemo s klasičnimi 
razvojnimi in informacijskimi  orodji. V nadaljevanju opišemo jedro orodja Embedded UML 
Studio 2 – Rhapsody. 
5.2.3 Natančnejši opis orodja IBM Rational Rhapsody 
Slika 10 prikazuje različne vrste diagramov v jeziku UML. Rhapsody podpira vse vrste 
modelov, le njihova uporaba je pri nekaterih vrstah diagramov predrugačena zaradi podpore 
avtomatskemu generiranju izvorne kode. Z razrednimi in objektnimi diagrami, ki se v orodju 
Rhapsody imenujejo objektno modelni diagrami (ang.: object model diagrams - OMD), 
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načrtujemo statične strukture programske opreme. Prve uporabimo za postavitev razredov in 
predstavitev statičnih povezav med njimi, medtem ko objektno modelne diagrame uporabimo 
za predstavitev objektov in začetnih dinamičnih povezav (ang.: links) med njimi. Komponente 
in komponentni diagrami imajo vlogo izgradnje sistema. Z njimi omogočimo določitev 
elementov, ki se upoštevajo pri pretvorbi v modele PSI oziroma izvorno kodo. Diagrame 
sodelovanja prikazujemo kot diagrame zaporedij. Vedenje razredov ali objektov opišemo z 
diagrami prehajanja stanj ali z vedenjskimi diagrami. Orodje Rhapsody za opise funkcij 
omogoča uporabo diagramov poteka programa (ang.: flow charts). S panelnim diagramom 
načrtamo grafični vmesnik za nadziranje in vzbujanje programske opreme iz simulacijskega 
okolja. Ostali diagrami sledijo predpisanim diagramom jezika UML [38]. 
 
Slika 21 (povzeta po [39]) prikazuje pretvorbo uporabniških modelov v izvorno kodo in 
možnosti vplivanja uporabnika na potek transformacije v različnih stopnjah. Vsak element ima 
svoje značilnosti, ki jih lahko spreminjamo. Celoten nabor lastnosti za vse elemente presega 
število 2000. Nekatere izmed njih omogočajo vplivanje na potek transformacije iz modelov 
PIM v modele PSM in modele PSI. Rhapsody pretvori modele PIM v poenostavljene modele 
PSM. V tem koraku spreminjamo potek transformacije s pomočnikom za poenostavljanje, ki 
ga za posamezni element konfiguriramo preko lastnosti tega elementa. Rhapsody poenostavljen 
model pretvori v izvorno kodo. V tem koraku spreminjamo potek transformacije z urejevalcem 
pravil. Le-ta je samostojen plačljiv vtičnik, s katerim lahko prilagodimo izvorno kodo svojim 
standardom ali pravilom kodiranja. Na že generirani izvorni kodi lahko uporabimo post-
procesor, s katerim naredimo manjše popravke izvorne kode. Ponavadi premikamo vrstni red 
vključevanja knjižnic in ostalih zglavnih datotek (ang.: header files) [39]. 
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Slika 21: pretvorba iz uporabniških modelov v izvorno kodo orodja Rhapsody 
 
Slika 22 prikazuje osnovni pogled za delo v orodju Rhapsody. Grafični vmesnik je sestavljen 
iz brskalnika, površine za načrtovanje, orodja za načrtovanje, površine z izhodnimi podatki in 
okni z lastnostmi. 
 
 
Slika 22: osnovni pogled v orodju Rhapsody 
strukturni dokumenti vedenjski dokumenti
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lasnosti elementov
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V brskalniku dodajamo, odvzemamo in pregledujemo diagrame, elemente ter povezave med 
njimi, ki smo jih načrtali za določen projekt. Površino za načrtovanje uporabimo za grafični 
prikaz elementov in povezav med njimi. Za določeno vrsto diagramov imamo na voljo različne 
elemente v orodju za načrtovanje. Površina z izhodnimi podatki nam podaja različne 
informacije o verifikaciji modelov, pretvorbi v izvorno kodo in podatke o animaciji pri 
simulaciji sistema. Različnim elementom, diagramom ali povezavam spreminjamo njihove 
lastnosti preko okna z lastnostmi. Vsak element ima svoj nabor lastnosti [23]. 
 
Lastnosti lahko spreminjamo za posamezen element ali splošno za določen tip elementa (npr.: 
razred, asociacija, OMD). S profili lahko vnaprej na dva načina spremenimo obnašanje 
določenih elementov: 
 direktno s spreminjanjem lastnosti elementom, 
 z določitvijo stereotipov. 
S slednjim omogočimo, da kljub vključitvi profila, elementi ohranijo privzete lastnosti dokler 
posameznemu elementu ne dodamo stereotip. 
5.2.4 Vpliv modelirnih orodij na arhitekturo 
Pri načrtovanju projekta upoštevamo, da bo na njem delalo več razvijalcev, ki med seboj 
sodelujejo in razvijajo nove funkcionalnosti. Pri tem se lahko zgodi, da dva razvijalca istočasno 
delata na istem segmentu, pri čemer pride do kolizije. Ker je spajanje različnih sprememb z 
orodjem Rhapsody zamudno, smo poiskali model sodelovanja, ki omogoča veliko stopnjo 
samostojnosti vsakega razvijalca. [22] opisuje več modelov sodelovanja. V tem magistrskem 
delu smo prevzeli domenski model sodelovanja in razvoja. 
 
Pri domenskem modelu sodelovanja razdelimo delo na več domen. Domena pomeni 
samostojno funkcionalnost pametnega merilnika na kateri dela en ali več razvijalcev hkrati. Na 
odlagališču je predstavljena s svojim Rhapsody projektom in pripadajočimi paketi ter 
komponentami. Razvoj posamezne domene načrtujemo in izvajamo samostojno s pomočjo 
pripadajočega testnega okolja in izdelavo pomožnih testnih štrcljev (ang.: test stub). Ko je 
posamezna domena razvita, jo umestimo v krovni projekt izdelka. Izdelek pomeni zaključena 
celotna funkcionalnost pametnega merilnika za enega ali več naročnikov. Sestavljen je iz večih 
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med seboj povezanih domenskih paketov. Slika 23 prikazuje konceptualno postavitev 
odlagališča z domenskim modelom sodelovanja. 
 
Slika 23: primer odlagališča z domenskim modelom sodelovanja 
 
Poleg razdelitve na domene (ang.: Domains) in izdelke (ang.: Products) smo dodali še mapo 
orodja (ang.: Utilities), kjer hranimo izvorno kodo testnega ogrodja, konfiguracijskih datotek 
aplikacijskega ogrodja RXF in orodja Rhapsody. 
 
Arhitekturo pametnega merilnika podrobno opišemo v naslednjem poglavju. 
5.3 Klasična razvojna orodja 
Zaradi uporabe modelirnih orodij se je pomembnost dobrega preglednega urejevalnika 
programske opreme zmanjšala. Klasična orodja za razvoj programske opreme uporabljamo 
predvsem za razhroščevanje ciljne strojne opreme in simulacije. Najpomembnejša je kakovost 
































Za strojno opremo uporabljamo razvojno okolje Keil uVision, saj poleg urejevalnika izvorne 
kode vsebuje prevajalnik za ARM procesor ter operacijski sistem CMSIS-RTOS RTX. Skupaj 
z zunanjo enoto ULINK Pro omogoča napredno razhroščevanje, profiliranje in prikaz vzbujanja 
programske opreme (ang.: code coverage) [40]. 
 
Za razhroščevanje simulacije uporabljamo Microsoft Visual Studio s katerim prav tako 
izvajamo profiliranje in prikaz vzbujanja programske opreme. V Visual Studiu uporabljamo 
vgrajeno orodje za statično analizo programske opreme. Visual Studio vsebuje vtičnike za 
povezovanje s strežnikom TFS preko katerega upravljamo delovne elemente, gradimo 
programsko premo ali uporabljamo odlagališče [41]. 
 
Za izvajanje testov enote uporabljamo testno ogrodje CUnit. Le-ta je preprost sistem za pisanje, 
vodenje in izvajanje testov enote v programskem jeziku C. Zgrajeno je kot knjižnica, ki ga 
vključimo v svoje delovno okolje. Za preverjanje skladnosti izvorne kode, uporabljamo ključne 





6 Razvoj arhitekture števca 
V poglavju 2 smo opredelili arhitekturna sredstva platforme. Ena izmed postavk pri realizaciji 
platforme je postavitev in definicija arhitekture. V segmentu vgradnih sistemov ne obstaja 
enotna definicija arhitekture programske opreme. Večina definicij opredeljuje arhitekturo kot: 
 arhitektura programske opreme predstavlja seštevek opisov manjših delov, njihovega 
obnašanja in povezav med njimi, s katerimi opredelimo celoten izdelek [24]. 
S postavitvijo arhitekture odgovorimo na temeljno vprašanje, kako narediti izdelek. Z 
arhitekturo postavimo temeljne in trajne značilke posameznega sistema. Njena pravila veljajo 
skozi celotno življenjsko dobo platforme ali izdelka [26]. Arhitekturo predstavimo skozi 
različne poglede. Model 4+1 predstavlja arhitekturo skozi pet (5) različnih pogledov: pogled 
primerov uporabe, logični (statična slika in vedenjska slika sistema), razvojni (orodja), fizični 
(naleganje na strojno opremo) in procesni pogled [25]. 
 
V tem magistrskem delu z arhitekturo programske opreme predstavimo okolje in omejitve, v 
katerih deluje programska oprema, ter njene glavne statične in dinamične značilnosti. Določimo 
cilje, ki vplivajo na izbiro arhitekture in njenih pravil ter opredelimo glavne koncepte 
načrtovanja in implementacije programske opreme. Za predstavitev različnih arhitekturnih 
pogledov največkrat uporabljamo jezik UML. Zasnovo poglavja črpamo iz dela [46]. 
 
6.1 Platformski cilji in arhitekturna pravila 
Z novo arhitekturo programske opreme poskušamo uresničiti nekatere izmed ciljev, 
izpostavljenih v poglavju 2. Tabela 9 prikazuje splošne platformske cilje in povezavo z 
arhitekturnimi pravili za njihovo uresničitev. 
 
platformski cilji arhitekturna pravila 
skrajšati čas od snovanja do končnega izdelka 
jasna pravila o arhitekturi in načrtovanju programske 
opreme 
pravila za enostavno vključevanje in izključevanje 
posameznih modulov v ali iz različnih izdelkov 
izboljšati kakovost izdelka 
eksplicitni testi enote 
pregledi kode 
jasno definirani vmesniki 
povečati fleksibilnost izdelka 
modularna zasnova programske opreme 
daljinska nadgradljivost posameznih sklopov 
Tabela 9: povezava med platformskimi cilji in arhitekturnimi pravili 
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6.2 Omejitve pri snovanju arhitekture 
Pri snovanju arhitekture upoštevamo tehnične, organizacijske in zakonodajne omejitve.  
6.2.1 Tehnične omejitve 
Tehnične omejitve delimo na omejitve strojne opreme, tehnik izvedbe programske opreme in 
orodij. 
 
Strojne omejitve predstavljajo mikrokrmilnik, zunanja bliskovna enota, pomnilnik FRAM, 
zaloga energije ob izpadu napajanja in ostala strojna periferija. Uporabljamo mikrokrmilnik 
ARM družine Cortex-M. Tovrstni mikrokrmilniki ne vsebujejo enote za upravljanje pomnilnika 
(ang.: Memory Management Unit – MMU) temveč zgolj enoto za zaščito pomnilnika (ang.: 
Memory Protection Unit – MPU). Enota MMU je nadgradnja enote MPU z dodatnimi 
lastnostmi kot so: 
 nadzor predpomnilnika, 
 arbitraža vodil, 
 preklapljanje pomnilniških bank. 
Zaradi manka enote MMU uporaba operacijskega sistema Linux ne pride v poštev. 
 
Ključno programsko omejitev predstavlja izbira programskega jezika. Razloge za izbiro 
programskega jezika C kot osnovnega jezika pri ustvarjanju modelov PSI, podajamo v poglavju 
5.2. Izbira prevajalnika za ciljno strojno opremo in simulacijo podajamo v poglavju 5.3. Sprejeli 
smo svoja lastna pravila za pisanje izvorne kode, ki temeljijo na priporočilih MISRA C. 
Uporaba modelirnih orodij spodbuja uporabo objektnih elementov, kot so enkapsulacija, 
dedovanje lastnosti in uporaba abstraktnih podatkovnih tipov, v programskih jezikih, ki 
primarno niso objektno naravnani. Zaradi asinhrone narave izvajanja posameznih 
funkcionalnosti uporabljamo operacijski sistem. Povezavo med sporočili operacijskega sistema 
in dogodki UML omogoča aplikacijsko ogrodje. Ker mora pametni merilnik delovati brez 
kontroliranih ponovnih zagonov, smo prepovedali uporabo dinamično alociranega pomnilnika. 
Slednji mehanizem lahko privede do prepuščanja pomnilnika in posledično nezaželenega 
obnašanja programske opreme. Delno dinamično alociran pomnilnik omogočamo preko 




Orodja predstavljajo omejitev pri postavitvi podatkovne strukture na disku ali uporabe 
aplikacijskih ogrodij za pretvorbo dogodkov UML v programska sporočila. 
6.2.2 Organizacijske omejitve 
Organizacijske omejitve predstavljajo število razvijalcev, ki hkrati delajo na izdelku. Večje 
število razvijalcev pomeni potrebo po jasno izraženi arhitekturi in njenih pravilih. S tem 
omogočamo boljše sodelovanje med posameznimi razvijalci in hitrejšo dostavo programske 
opreme. 
6.2.3 Zakonodajne omejitve 
Programsko opremo, ki se nanašana na merilni del, priglasimo ustreznemu organu (ang.: 
Notified Body) v odobritev. Le-ta je časovno potratna in draga. Ob morebitni napaki v 
programski opremi je potrebno narediti novo priglasitev, kar podaljša čas dostave končnega 
izdelka in poveča stroške njegove izdelave. Zato ločimo programsko opremo na zakonodajno 
odvisen in zakonodajno neodvisen del. Zakonodajno odvisen del je potrebno priglasiti v 
odobritev, vendar je bistveno manjši od zakonodajno neodvisnega dela, s čimer zmanjšamo 
verjetnost za odkrito napako v zakonodajno odvisnem delu. 
6.3 Umestitev programske opreme v izdelek 
Programska oprema pametnega merilnika teče na izbranem mikrokrmilniku in uporablja 




Slika 24: abstraktni pogled na pametni merilnik 
 
Mikrokrmilnik vsebuje programsko opremo, s katero razširimo uporabo strojne opreme. S 
pomočjo komunikacijskih vmesnikov in programske opreme vzdrževalci, nadzorni center, 
napredni uporabniki in ostali merilniki komunicirajo s pametnim merilnikom in pridobivajo ali 
posredujejo podatke. Lokalni vmesnik v obliki zaslona in gumbov omogoča končnemu 
uporabniku upravljanje merilnika in pridobivanje njegovih podatkov. S pomočjo programske 
opreme merimo električno energijo, odklapljamo uporabnika ali uporabljamo vhodno-izhodne 
enote. 
6.4 Statičen pogled arhitekture 
Statičen pogled razdelimo na več nivojev. Vsak nivo prikazuje večje število podrobnosti glede 
na prejšnjega. 
6.4.1 Pogled bele škatle – glavni paketi 
S pogledom bele škatle (ang.: whitebox view) predstavljamo najvišjo stopnjo razgradnje 
sistema. Programska oprema pametnega merilnika je na najvišji ravni razdeljena na štiri (4) 
glavne pakete (ang.: top level pacakges) oziroma v notaciji UML na komponente. V 
nadaljevanju uporabljamo termin paket, saj le-ta v orodju Rhapsody predstavlja osnovni 







































različnimi domenskimi projekti in projekti, ki predstavljajo izdelek. Slika 25 prikazuje vse štiri 
programske pakete, povezave med njimi in naleganje na strojno opremo. S stereotipom 
<usage> na povezavi odvisnosti nakazujemo, da je paket v času izgradnje odvisen od paketa, 
kamor kaže puščica. S stereotipom <flow> na povezavi odvisnosti nakazujemo, da paket v času 
izvajanja zažene naslednji paket v smeri puščice.  
 
 
Slika 25: pogled bele škatle na programsko opremo 
 
S stereotipom <data_flow> nakazujemo potek podatkov med paketi v času izvajanja 
programske opreme in strojno opremo. Ob zagonu programske opreme se najprej zažene 
nalagalnik zagona (ang.: bootloader), ki preda nadzor zakonodajno odvisni programski opremi, 
imenovani paket core. Ta po lastnem zagonu zažene paket kernel, ki nazadnje zažene aplikacijo. 
Paketi core, kernel in aplikacija so daljinsko nadgradljivi. Slika 26 prikazuje odvisnosti med 
glavnimi paketi. Za minimalno delovanje pametnega merilnika potrebujemo zgolj paketa 
bootloader in core, saj core nima zahtevanega vmesnika do kernela ali aplikacije. S tem 
omogočimo neodvisno delovanje zakonodajno odvisnih funkcij merjenja, shranjevanja in 
prikaza električne energije. Kernel podpira aplikacijske zahteve po komunikaciji in 
shranjevanju podatkov. Menjava podatkov je obojesmerna zato imata oba paketa eden do 
application
«del programske opreme»
 realizacija splošnih funkcionalnih zahtev




 podpora za shranjevanje podatkov 
aplikacije
 nižje nivojski komunikacijski skladi





 varnostni modul (verificira programske slike : core, kernel, application)
core
«zakonodajno odvisen,del programske opreme»
 merilni del
 enostavni sistem za shranjevanje 
podatkov (za zakonodajno odvisen del)
 prikaz zakonodajno odvisnih podatkov
 zakonodajno odvisni gonilniki












drugega zahtevane in zagotovljene vmesnike. Zahtevan in zagotovljen vmesnik udejanjimo z 
domenskimi projekti, namenjenimi posebej za core, kernel in aplikacijo. 
 
 
Slika 26: pogled bele škatle z vmesniki med paketi 
 
Tabela 10 prikazuje namen posameznega glavnega paketa. Vsak glavni paket vsebuje enega ali 
več domenskih paketov, ki se razvijajo samostojno v domenskih projektih. V glavnih paketih 
povežemo in konfiguriramo domenske pakete. Komunikacijo med glavnimi paketi opravljamo 



























glavni paket namen paketa 
Bootloader ob zagonu programske opreme nalagalnik zagona 
verificira posamezen glavni paket. Na koncu svojega 
izvajanja pokliče core. Pri daljinski nadgradnji enega 
izmed prepisljivih paketov, nalagalnik zagona 
verificira nov paket 
Core predstavlja samostojno sliko programske opreme. Z 
njo realiziramo merjenje, shranjevanje in prikaz 
zakonodajno odvisnih podatkov. Dodatno vsebuje 
operacijski sistem RTX in aplikacijsko ogrodje RXF 
Kernel predstavlja preostanek strojno odvisne programske 
opreme, komunikacijske sklade, enostaven datotečni 
sistem in preostale storitve za aplikacijo 
Application predstavlja vse funkcijske zahteve izdelka. Vsebuje 
podporo za nadgradnjo programske opreme na 
vozliščih izven mikrokrmilnika (Slika 31)  
Tabela 10: namen uporabe posameznega paketa 
6.4.2 Glavni paket Bootloader 
Zaganjalnik zagona je najosnovnejši in nenadgradljivi glavni paket v pametnem merilniku. Ko 
se pametni merilnik zažene, zaganjalnik zagona preko ustreznega digitalnega podpisa verificira 
programske slike vsakega izmed glavnih paketov. V primeru, da kakšna izmed programskih 
slik manjka ali je njen digitalni podpis napačen, preveri, če je ustrezna slika v zunanjem 
bliskovnem pomnilniku in jo naloži v notranji izvršilni pomnilnik. Ko konča s preverjanjem ali 
nalaganjem slik, preda izvajanje programa programski sliki core. V nadaljevanju izvajanja 
programske opreme zaganjalnik zagona nudi varnostne storitve, storitve strojnega upravljanja 
s stražnim mehanizmom in storitve povezane z detekcijo izpada električne energije programski 
sliki core. Tabela 11 opisuje posamezne pakete znotraj programske slike bootloader. 
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paketi zaganjalnika zagona namen 
primerjalnik za detekcijo nivoja 
omrežne napetosti 
zaustavi izvajanje zaganjalnika zagona, dokler napetost ni znotraj 
mej primernih za delovanje vseh strojnih komponent 
stražni mehanizem zagotavlja upravljanje s stražnim mehanizmom mikrokrmilnika 
javni vmesnik za stražni mehanizem omogoča programski sliki core dostop do ponastavitve, zagona in 
izklopa stražnega mehanizma 
preprosti gonilniki za komunikacijo omogočajo komunikacijo s strojno periferijo za nalaganje 
programskih slik v interni izvršilni pomnilnik 
verifikacijski mehanizem omogoča preverjanje digitalnega podpisa preostalih programskih slik 
glavnih paketov 
javni vmesnik za verifikacijski 
mehanizem 
omogoča programski sliki core dostop do verifikacijskega 
mehanizma 
preostali varnostni elementi omogoča izvajanje varnostnih algoritmov in shranjevanje varnostnih 
elementov (npr.: ključi, certifikati) 
javni vmesnik za dostop do 
varnostnim elementov 
omogoča programski sliki core dostop do kriptografskih elementov 
glavna zanka omogoča izvajanje zaganjalnika zagona in izvedbo vseh aktivnosti. 
Po predaji izvajanja programa programski sliki core se ustavi in ne 
izvaja več 
Tabela 11: paketi zaganjalnika zagona 
6.4.3 Glavni paket Core 
Glavni paket core je zasnovan kot samostojna programska slika, ki vsebuje celoten merilni 
sistem s prikazovalnikom in zmožnostjo hrambe energijskih podatkov in parametrov, ki 
nastavljajo delovanje merilnega dela. Vsebuje operacijski sistem in aplikacijsko ogrodje za 
pretvorbo dogodkov UML v programska sporočila in pretvorbo aktivnih objektov v opravila 
operacijskega sistema. Zaradi povezave z zagotovljenim vmesnikom zaganjalnika zagona, nudi 
njegove storitve preko svojih vmesnikov do glavnih paketov kernel in application. Tabela 12 
opisuje posamezne pakete domenskih projektov, ki sestavljajo programsko sliko core. 
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Paketi glavnega paketa core Namen 
javni vmesnik glavnega paketa core 
omogoča zagotovljen vmesnik programske slike core. aktivni objekti 
ostalih programskih slik se prijavljajo na dogodke ali dostopajo do 
funkcij aktivnih ali reaktivnih objektov programske slike core 
nadzornik glavnega paketa core 
(ang.: core supervisor) 
osrednji aktivni objekt programske slike core. Zadolžen je za 
inicializacijo in zagon preostalih aktivnih objektov po vnaprej 
dogovorjenem zaporedju. Zazna izpad električne energije in posreduje 
zahtevek za ustavitev vsem aktivnim objektom programske slike core in 
kernelovemu nadzorniku. Ustvari in uniči aktivni objekt gateway, ki 
pokliče vstopno točko programske slike kernel 
prikazovalnik programskega paketa 
core (ang.: core display) 
aktivni objekt, ki zbira in prikazuje vnaprej določene zakonodajno 
odvisne merilne podatke 
upravljalnik stražnega mehanizma  
(ang.: watchdog manager) 
aktivni objekt, ki zbira ponastavitvene dogodke preostalih aktivnih 
objektov v programski sliki core in programskih slikah kernel in 
application. Če se javijo vsi aktivni objekti, ponastavi strojni stražni 
mehanizem 
preprost upravljalnik za 
shranjevanje podatkov (ang.: simple 
data storage) 
aktivni objekt, ki omogoča shranjevanje podatkov v programski sliki 
core 
operacijski sistem RTX podpora za vzporedno delo večih aktivnih objektov 
aplikacijsko ogrodje RXF 
podpora za dogodke UML in pretvorbo aktivnih objektov v opravila 
operacijskega sistema 
zakonodajno odvisni gonilniki 
vsi gonilniki potrebni za komunikacijo s strojno opremo, ki omogoča 
dostop do zakonodajno odvisnih podatkov merjenja 
merilni del (strojno neodvisni del) 
aktivni objekt, ki vsebuje merilne algoritme udejanjene v programski 
opremi 
merilni del (strojno odvisni del) 
vsebuje gonilnike za delo s strojno opremo (analogno digitalnimi 
pretvorniki) in upravljanjem z neposrednim dostopom do pomnilnika 
Tabela 12: paketi programske slike core 
6.4.4 Glavni paket Kernel 
Glavni paket kernel omogoča abstrakcijo strojne opreme, ki ne šteje kot zakonodajno odvisna 
oprema. Sem sodi vsa strojna oprema, ki ne vpliva na delovanje merilnega dela pametnega 
merilnika. Kernel vsebuje komunikacijske protokole in upravljalnik za shranjevanje podatkov. 
Tabela 13 opisuje posamezne pakete domenskih projektov, ki sestavljajo programsko sliko 
kernel. 
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Paketi glavnega paketa kernel Namen 
javni vmesnik programskega 
paketa kernel 
vsebuje zagotovljen in zahtevan vmesnik programske slike kernel. Aktivni 
objekti se prijavljajo na dogodke ali dostopajo do funkcij aktivnih ali 
reaktivnih objektov programske slike kernel. Kernelovi aktivni in 
reaktivni objekti se povezujejo z zagotovljenimi vmesniki programskih 
slik core in application 
nadzornik glavnega paketa kernel 
(ang.: kernel supervisor) 
osrednji aktivni objekt programske slike kernel. Zadolžen je za 
inicializacijo in zagon preostalih aktivnih objektov po vnaprej 
dogovorjenem zaporedju. Prejme dogodek o izpadu električne energije in 
posreduje zahtevek za ustavitev vsem aktivnim objektom programske 
slike kernel in aplikacijskemu nadzorniku. Ustvari in uniči aktivni objekt 
gateway, ki pokliče vstopno točko programske slike application 
agent stražnega mehanizma v 
programskem paketu kernel (ang.: 
kernel watchdog manger agent) 
aktivni objekt, ki se poveže z upravljalnikom stražnega mehanizma v 
programski sliki core in mu periodično pošilja dogodek, da so vsi 
kernelovi aktivni objekti delujoči 
povezovali komunikacijski sloj 
(ang.: data link) 
aktivni objekt, ki poganja nižje nivojske sloje OSI / ISO modela. Pametni 
merilnik ima štiri (4) fizične komunikacijske kanale, zato nastanejo tudi 
štirje (4) aktivni objekti – vsak fizični kanal ima svoj logični ekvivalent 
omrežni pomnilniki (ang.: net 
buffers) 
storitev, ki omogoča alociranje omejene količine pomnilnika 
zakonodajno neodvisni gonilniki 
gonilniki predstavljajo strojno abstrakcijo zakonodajno neodvisne 
programske opreme 
upravljalnik za shranjevanje 
podatkov (ang.: data storage) 
aktivni objekt, ki omogoča hranjenje podatkov za programski sliki kernel 
in application 
komunikacijski TCP/IP sklad komunikacijski sklad zunanjih izvajalcev 
Tabela 13: paketi programske slike kernel 
6.4.5 Glavni paket Application 
Z glavnim paketom application udejanjimo funkcijske zahteve posameznih kupcev. Ločimo 
razdelitev na dva (2) dela. V prvi, komunikacijsko odvisen, del sodi DLMS/COSEM strežnik 
in vsi vmesniški razredi ter COSEM objekti. V drugi, komunikacijsko neodvisen del sodijo vse 
generične storitve, aktivni in reaktivni objekti, ki podpirajo delovanje komunikacijsko 
odvisnega dela. Tabela 14 opisuje posamezne pakete domenskih projektov, ki tvorijo 
programsko sliko application. 
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Paketi glavnega paketa 
application 
Namen 
javni vmesnik programskega 
paketa application 
vsebuje zagotovljen in zahtevan vmesnik programske slike application. 
Aktivni objekti se prijavljajo na dogodke ali dostopajo do funkcij aktivnih ali 
reaktivnih objektov programske slike application. aktivni in reaktivni objekti 
programske slike application se povezujejo z zagotovljenimi vmesniki 
programskih slik core in kernel 
nadzornik glavnega paketa 
application (ang.: application 
supervisor) 
osrednji aktivni objekt programske slike application. Zadolžen je za 
inicializacijo in zagon preostalih aktivnih objektov po vnaprej dogovorjenem 
zaporedju. Prejme dogodek o izpadu električne energije in posreduje zahtevek 
za ustavitev vsem aktivnim objektom programske slike application 
agent stražnega mehanizma v 
programskem paketu 
application (ang.: application 
watchdog manger agent) 
aktivni objekt, ki se poveže z upravljalnikom stražnega mehanizma v 
programski sliki core in mu periodično pošilja dogodek, da so vsi aplikacijski 
aktivni objekti delujoči 
aplikacijski strežniki (ang.: 
app servers) 
vsebuje dva (2) aktivna objekta. Aktivni objekt strežnik serializira dogodke 
štirih kernelovih aktivnih objektov data_link in jih posreduje pripadajočemu 
COSEM strežniku. Aktivni objekt upravljalnik komunikacij (ang.: 
Communication Manager) skrbi za zagon in konfiguracijo strežnikov ter 
komunikacijskih kanalov 
storitve DLMS COSEM 
protokola 
omogoča storitve DLMS / COSEM protokola. Vsebuje tudi vse COSEM 
razrede 
tarifiranje (ang.: tariff) 
aktivni objekt, ki nastavlja aktivno tarifo in beleži akumulirano energijo v 
primeren tarifni energijski register 
uporabniški vmesnik  
aktivni objekt, ki se povezuje z aktivnim objektom v programski sliki core in 
omogoča prikaz različnih aplikacijskih sporočil. Če je potreben prikaz 
zakonodajno odvisnih podatkov,  preda nadzor nad prikazovalnikom 
aktivnemu objektu v programski sliki core 
agent merilnega dela 
aktivni objekt, ki se poveže z aktivnim objektom v programski sliki core in 
mu posreduje aplikacijske zahteve po merilnih podatkih 
profiliranje (ang.: profiling) 
aktivni objekt, ki omogoča shranjevanje merilnikovih dogodkov in 
profiliranje različnih merilnih veličin 
aplikacijska shramba (ang.: 
app storage) 
aktivni objekt, ki se povezuje z upravljalnikom v programski sliki kernel in 
omogoča shranjevanje podatkov in parametrov 
monitoriranje (ang.: 
monitoring) 
aktivni objekt, ki nadzira različne veličine in v primeru prekoračitve praga 
izvrši vnaprej določene akcije 
odklopnik (ang.: disconnector) aktivni objekt, ki krmili odklopnik 
nadgradnja programskih slik 
(ang.: image upgrade) 
aktivni objekt, ki omogoča nadgradnjo programskih slik core, kernel in 
application 
predplačilna funkcija (ang.: 
prepayment) 
aktivni objekt, ki krmili predplačilno funkcijo 
upravljalnik merilnikovih 
objektov (ang.: object 
manager) 
storitev, ki omogoča dostop do merilnikovih podatkov preko enotne 
identifikacijske številke 
računanje (ang.: calculation) aktivni objekt, ki računa različne veličine v danih merilnih periodah 
upravljalnik vhodov in 
izhodov 
aktivni objekt, ki upravlja z vhodno / izhodnimi vrati in nedovoljenim 
spreminjanjem ustroja pametnega merilnika (ang.: tamper) 
kakovost električne energije 
(ang.: power quality) 
aktivni objekt, ki nadzira kakovost električne energije 
Tabela 14: paketi programske slike application 
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6.5 Dinamični pogled arhitekture 
Z dinamičnim pogledom predstavimo vedenje posameznih objektov in njihovo medsebojno 
komunikacijo. Predstavimo potek zagona in zaustavitve pametnega merilnika, prijavljanje 
posameznih objektov v skupni deskriptor ter delovanje stražnega mehanizma. 
6.5.1 Zagon pametnega merilnika 
Slika 27 prikazuje potek zagona pametnega merilnika. Ob zagonu programske opreme 
prevzame nadzor nalagalnik zagona, ki preveri verodostojnost ostalih treh programskih slik. 
Nato pokliče glavno funkcijo paketa core, v katerem se zažene operacijski sistem, aplikacijsko 
ogrodje in nadzornik glavnega paketa core. Ta inicializira in zažene vse ostale aktivne objekte 
v programski sliki core ter ustvari aktivni objekt gateway, preko katerega pokliče vstopno točko 
programske slike kernel. Nadzornik programske slike kernel inicializira in zažene vse ostale 
aktivne objekte v programski sliki kernel ter ustvari aktivni objekt gateway, preko katerega 
pokliče vstopno točko aplikacije. Nadzornik programske slike application inicializira in zažene 
vse aktivne objekte v programski sliki application. Ko se vsi objekti ustvarijo, javi nadzorniku 
v kernel, da je inicializacijska faza uspešno končana. Nadzornik v kernelu ustavi aktivni objekt 
gateway in signalizira uspešno inicializacijo kernela nadzorniku v programski sliki core. Le-ta 




Slika 27: potek zagona pametnega merilnika 
 
6.5.2 Zaustavitev pametnega merilnika 
Slika 28 prikazuje potek zaustavitve pametnega merilnika. V programski sliki core se nahaja 
storitev comparator_tgt, ki preko strojnih prekinitev pridobi informacijo o skorajšnjem izpadu 
električne energije. Dogodek javi nadzorniku v programski sliki core, ki ga posreduje naprej 
nadzorniku v kernel in ostalim aktivnim objektom programske opreme core. Nadzornik v 
programski sliki kernel posreduje dogodek ostalim aktivnim objektom ter nadzorniku v 
programski sliki application. Ko vsi prejmejo dogodek za zaustavitev, ga potrdijo in zaustavijo 
svoje delovanje. Ko so vsi aktivni objekti v vseh slikah ustavljeni, je pametni merilnik 
pripravljen za varen izklop.  
:application
inicializiraj vse aktivne objekte
poženi vse aktivne objekte
«ZNPO»
:kernel
inicializiraj vse aktivne objekte







inicializiraj in poženi operacijski sistem RTX in
aplikacijsko ogrodje RXF















Slika 28: potek zaustavitve pametnega merilnika 
6.5.3 Prijava vrat ali aktivnih objektov deskriptorju  
Slika 29 prikazuje prijavljanje vrat (ang.: ports) ali avtomata stanj posameznega aktivnega 
objekta v skupni deskriptor. Le-ta ponuja objektom v preostalih programskih slikah dostop do 
naslova vrat ali avtomata stanj objektov preko vmesniških funkcij. Tako se v času izvajanja 
programske opreme objekti med seboj povežejo in s tem omogočijo pošiljanje dogodkov. Pri 
dostopu do objektov, ki so instance posameznih razredov, podamo razrednim vmesniškim 
funkcijam še kazalec jaz (ang.: me pointer), s katerim povemo katero instanco razreda želimo 
nasloviti. Zaradi neodvisne nadgradnje posamezne programske slike, klicatelj iz drugih 
programskih slik ne sme vnaprej poznati naslova deskriptorja. Zato ima deskriptor pridodan 
stereotip <singleton>, kar pomeni, da obstaja točno samo ena instanca takega objekta. 
Vmesniške funkcije takega razreda nimajo kazalca jaz in spominjajo na tradicionalne funkcije 
v programskem jeziku C.  
 
Vsaka programska slika ima svoj deskriptor. Arhitekturno pravilo veli, da se mora vsak aktiven 
ali reaktiven objekt prijaviti v deskriptor programske slike in podati relacijo med splošno 
podano identifikacijsko številko in naslovom svojih vrat ali avtomata stanj. Objekt iz druge 
programske slike preko deskriptorja v programski sliki, kjer je iskani objekt, poizve preko 
identifikacijske številke naslov vrat ali avtomata stanj. Od tod dalje sledi individualna 
vzpostavitev dogodkovnega komunikacijskega kanala. 
[i <= vsi aktivni objekti v coreu]loop


























Slika 29: registriranje vrat oziroma naslovov aktivnih / reaktivnih objektov v deskriptor 
6.5.4 Prijava aktivnih objektov stražnemu mehanizmu 
Slika 30 prikazuje mehanizem upravljanja s stražnim mehanizmom. Aktivni objekt wdm (ang.: 
Watchdog manager) prijavi naslov svojih vrat deskriptorju v programski sliki core. Aktivni 
objekt core_disp se registrira preko dogodka objektu wdm. Njuna povezava je vzpostavljena že 
v času izgradnje programske opreme, saj sta del iste programske slike. Aktivni objekt awdma 
(ang.: Application Watchdog Manger Agent) v programski sliki application mora preko 
deskriptorja v programski sliki core poizvedeti o naslovu vrat aktivnega objekta wdm, saj sta v 
ločenih programskih slikah. Ko pridobi naslov, se tudi on registrira aktivnemu objektu wdm. 
Ostali aktivni objekti v programski sliki application se direktno registrirajo aktivnemu objektu 
awdma. Nato sledi periodično pošiljanje dogodka o ustreznem delovanju vseh aktivnih 







če je src_id prepoznan kot pravilni id in je na voljo 
dovolj prostora v deskriptorju, potem si deskriptor 




Slika 30: delovanje stražnega mehanizma znotraj in izven ene programske slike 
 
6.6 Postavitev arhitekture 
S stališča postavitve (ang.: deployment) programske opreme razdelimo pametni merilnik na pet 
(5) vozlišč. Glavno vozlišče je mikrokrmilnik, kamor postavimo štiri glavne komponente – 
aplikacijo, kernel, core in bootloader. To vozlišče komunicira s preostalimi štirimi. Vozlišče 
zunanji_modem_WAN omogoča komunikacijo preko prostranega omrežja. Nadgradnjo 
programske opreme v modemu vršimo preko programske opreme na mikrokrmilniku. Podobno 
omogoča vozlišče zunanji_modem_HAN komunikacijo preko domskega omrežja. Če 
programska oprema za domsko omrežje podpira nadgradnjo, le to izvršimo preko programske 
opreme na mikrokrmilniku. S podrejenimi merilniki komuniciramo preko namenskega 
protokola M-Bus. Tudi to vozlišče nadgradimo preko programske opreme v mikrokrmilniku. 
Konfiguracijske parametre, atribute in komponente za lastno nadgradnjo shranjujemo v 
















registracija in poizvedba o naslovu vrat
eksplicitna povezava narejena v času izgradnje







Slika 31: komunikacija programske opreme z različnimi vozlišči 
6.7 Koncepti razvoja programske opreme 
Koncepte, ki vplivajo na razvoj arhitekture in celotne programske opreme, opisujemo v 
sledečih podpoglavjih. 
6.7.1 Domene 
V poglavju 5.2.4 smo utemeljili izbiro domenskega modela razvoja. Za uporabo v lastnem 
razvojnem procesu smo domene razdelili v funkcionalne in infrastrukturne. Prve predstavljajo 
zaključeno funkcionalnost pametnega merilnika, medtem ko druge omogočajo spreminjanje 
pomena posameznih elementov (implementacija lastnih profilov, ki vsebujejo lastne stereotipe 
in spremenjenje lastnosti posameznih elementov UML). Tabela 15 prikazuje delitev domen 
glede na kompleksnost v tri (3) stopnje. 
 
domena definicija 
preprosta domena (SiD) domena, ki vključuje zgolj enega ali več lastnih 
paketov. Ne vključuje paketov ostalih domen 
domena (D) domena, ki vključuje poleg enega ali več lastnih 
paketov tudi enega ali več paketov ostalih domen 
znotraj istega glavnega paketa 
super domena (SuD) domena, ki vključuje poleg enega ali več lastnih 
paketov tudi enega ali več paketov ostali domen iz 
različnih glavnih paketov 






















Infrastrukturne domene uvrščamo med preproste domene. Slika 32 prikazuje odvisnost 
posameznih domen glede na glavne pakete. 
 
 
Slika 32: mapiranje domen na glavne pakete 
 
Domene predstavljajo del funkcionalnosti pametnega merilnika. Izvajanje domene vršimo 
preko testnega ogrodja CUnit. Domene vsebujejo povezave po referenci na pakete drugih 
domen. Slika 33 prikazuje ureditev domenskega projekta v brskalniku orodja Rhapsody. Vsaka 
domena vsebuje povezavo po referenci na infrastrukturne preproste domene: 
 libs_pkg – vsebuje relacije na standardne knjižnice programskega jezika C, 
 default_types_pkg – vsebuje povezavo na standardne tipe programskega jezika C, 
 PredefineTypes in PredefinedTypesC – sta standardna paketa orodja Rhapsody za 


































Slika 33: pogled domenskega projekta 
 
prednastavljen paket Default in štiri (4) lastne pakete. Paket Dafault je osnovni paket, kamor 
orodje Rhapsody odlaga elemente, ki jih ne more odložiti nikamor drugam. Če ugotovimo, da 
so v paketu elementi, gre največkrat za napako, ki jo je potrebno odpraviti. Paket 
unit_test_framework_pkg vsebuje testno ogrodje CUnit in dve (2) komponenti za izvajanje na 
simulaciji in ciljni strojni opremi. Paket <ime domene>_pkg se deli na <ime 
domene>_imp_pkg, ki vsebuje vse implementacijske pakete, razrede, dogodke in tipe ter na 
<ime domene>_uc_pkg, ki vsebuje diagrame primerov uporabe s pripadajočimi diagrami 
zaporedij ali aktivnosti. Ta paket izpolnimo v fazi analize posamezne domene v določenem 
teku. V paket inter_domain_original_relations_pkg dodajamo po referenci vse ostale pakete iz 
drugih domen. Paket tl_cfg_files_pkg vsebuje konfiguracijske datoteke za prilagajanje 
funkcionalnosti domene. Uporabljamo ga tudi kot označbo mesta (ang.: placeholder) za 
omogočanje spreminjanja konfiguracije posamezne domene iz projektov izdelka. Stereotip 
<nocode> izhaja iz lastnega profila in pomeni, da se za označen element ne generira izvorna 
koda. Stereotip <code> pomeni, da se za označen element generira izvorna koda. 
 
Domene povezujemo med seboj neposredno z vključitvijo paketov ostalih domen, ali posredno 
preko zagotovljenih in zahtevanih vmesnikov. Za povezovanje večih domen med različnimi 
glavnimi paketi uporabimo domeno, ki predstavlja javni vmesnik določenega glavnega paketa. 
Kadar želimo eksplicitno prikazati odvisnost med posameznimi domenami uporabimo koncept 
super domen. 
 
Super domena je sestavljena iz večih domen s čimer omogočimo razvijalcu celosten pregled 
nad nekim funkcionalnim sklopom, ki se lahko razteza preko večih glavnih paketov. Njeno 
uporabo zaključuje poseben projekt, ki združuje vse domene in omogoča zaključno testiranje 
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enot preko njenega testnega ogrodja. Primer super domene so komunikacije, ki predstavljajo 
zaključeno celoto in se raztezajo preko glavnega paketa aplikacija in kernel. Slika 34 prikazuje 
pogled iz orodja Rhapsody na super domeno. Stereotipi <Application>, <Kernel> in <Core> 
predstavljajo vizualizacijo, v katerem glavnem paketu se nahajajo posamezne domene. 
Razvijalec razvija na posamezni domeni ali na skupnem projektu. Posamezna domena ima 
odvisnost do ostalih domen narejeno preko testnih štrcljev, medtem ko skupni projekt uporablja 
prave elemente posameznih domen. V projekt izdelka (glavne pakete) prenesemo posamezne 
domene, vendar smo skupek domen in njihovo vedenje testirali v celoti. 
 
 
Slika 34: pogled super domenskega projekta 
 
Pri načrtanju arhitekture najprej definiramo vse primere uporabe, ki jih pretvorimo v (preproste) 
domene. Funkcionalnosti, ki nalegajo preko večih glavnih paketov združimo v super domene. 
6.7.2 Izdelek 
Projekt izdelka vsebuje reference na domenske pakete in njihove relacije. Različni projekti 
vsebujejo različno število domenskih paketov. Z možnostjo konfiguracije domenskih paketov 
v projektu izdelka spreminjamo njihovo delovanje. Slika 35 prikazuje pogled na projekt izdelka 
v brskalniku orodja Rhapsody.  
 
Projekt izdelka vsebuje vrhnji paket product_pkg, ki vsebuje glavne pakete tl_application_pkg, 
tl_kernel_pkg, tl_core_pkg in tl_bootloader_pkg. Vsak izmed njih vključuje po referenci 
domenske pakete, pregledne objektno modelne diagrame za statično in dinamično sliko 
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arhitekture ter konfiguracijske datoteke. Dodatno vsebuje projekt izdelka še domenske 
infrastrukturne pakete libs_pkg in default_types_pkg.  
 
 
Slika 35: pogled izdelka 
 
Konfiguracijo posameznih domen spreminjamo preko datotek product_cfg_tgt in 
product_cfg_sim. Datoteki predstavljata končni različici abstraktne datoteke product_cfg. Pri 
izgradnji programske opreme za ciljno strojno opremo ali simulacijo izberemo, katera izmed 
različic se prevaja. S stereotipom <configuration> nastavimo generator izvorne kode tako, da 
se generira zgolj zglavna datoteka. S stereotipoma <VariationPoint> in <Variant> omogočimo 
izbiro različic za strojno opremo in simulacijo z enakim vmesnikom do ostalih paketov. 
Konfiguracijsko datoteko izdelka vključimo v konfiguracijske datoteke glavnih paketov. V njo 
uvrstimo vse konfiguracijske značilke, ki vplivajo na vse glavne pakete. Le-ti imajo tudi svoje 
lokalne nastavitve, ki jih ostali glavni paketi ne vidijo ali potrebujejo. Tehniko s stereotipoma 
<VariationPoint> in <Variant> uporabimo tudi za vse glavne pakete. Slika 36 prikazuje 
odvisnost med posameznimi konfiguracijskimi datotekami. 
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Slika 36: povezava konfiguracijskih datotek 
6.7.3 Dogodki 
Pri programiranju, pogojenem z dogodki, sta pomembna dva (2) elementa: 
dogodki s katerimi objekti komunicirajo in opredeljujejo vedenje programske opreme, 
avtomat stanj objekta s katerim je določeno njegovo vedenje in delovanje. 
 
Dogodki so sestavljeni iz enoznačno določenega signala in pripadajočih podatkov. Z izmenjavo 
dogodkov objekti izmenjujejo različne kontrolne signale in pripadajoče podatke. Dogodki so 
najprimernejše komunikacijsko sredstvo za izmenjavo podatkov med aktivnimi in reaktivnimi 
objekti. Ti objekti izmenjavo signalov in podatkov opravijo direktno ali preko vrat. Direktno 
pomeni, da objekt pošiljatelj pošlje dogodek na poznan naslov avtomata stanj objekta 
naslovnika. Predpogoj je, da sta objekta med seboj povezana preko asociacije in dinamične 
povezave. Povezavo preko vrat opisujemo v sledečem poglavju. 
6.7.4 Vrata (ang.: port) 
Vrata (ang.: port) predstavljajo samostojno vmesniško točko med razredom in preostalo okolico 
ali med razredom in njegovimi notranjimi deli. Dostop do njega lahko ločimo od preostalega 
sistema in s tem omogočimo popolno neodvisnost razreda. Obstajata dva vmesnika, ki 
opredeljujeta vrata – zagotovljen in zahtevan vmesnik. 
 
Zagotovljen vmesnik razreda opredeljuje zahteve, ki jih opravljamo iz sistema do razreda 
skozi vrata.  
 






































Zagotovljen in zahtevan vmesnik vrat sta opredeljena s pogodbami. Če na vratih ne opredelimo 
nobene pogodbe, govorimo o enostavnih vratih (ang.: rapid port). Preko teh vrat pošiljamo 
UML dogodke, ki jih povezana aktivna ali reaktivna objekta pošiljata in obdelujeta [27]. 
 
Zaradi popolne samostojnosti tako zasnovanega razreda ali objekta vsi aktivni objekti v 
zakonodajno odvisnem delu core uporabljajo mehanizem vrat. Aplikacijski del uporablja vrata 
zgolj za povezovanje z objekti iz glavnega paketa core, saj abstrakcija doprinese do 20 zlogov 
večjo porabo delovnega pomnilnika na posamezna vrata. Za komunikacijo med dvema 
objektoma je potrebno imeti dvoje vrat. Z večanjem števila povezav med objekti se veča tudi 
število vrat in s tem poraba delovnega pomnilnika. Aplikacijskih aktivnih in reaktivnih objektov 
je preveč, da bi bil tovrstni pristop vzdržen. 
6.7.5 Agenti 
Povezovanje večih aplikacijskih objektov z objektom v glavnem paketu core predstavlja dve 
(2) nevarnosti: 
 nevarnost eksplozije porabe vrat -  vsak aplikacijski objekt rabi svoja vrata ter ciljni 
objekt prav toliko vrat kolikor je aplikacijskih objektov, ki se želijo povezati nanj, 
 premalo rezerviranih vrat na objektu v glavnem paketu core – aplikacije menjamo 
pogosteje kot jedro programske opreme, zatorej je nemogoče predvideti, koliko prostih 
vrat bomo potrebovali za komunikacijo z objekti iz drugih glavnih paketov. 
 
V ta namen smo razvili koncept agentov. Le-ti so aktivni ali reaktivni razredi (ali objekti) in 
predstavljajo podaljšek osnovnega razreda. Osnovni razred spada v en glavni paket, medtem ko 
agent spada v drugi glavni paket. Agent je povezan z osnovnim razredom preko vrat. Povezavo 
med vrati ustvarimo dinamično ob zagonu pametnega merilnika, zato da ostanejo programske 
slike neodvisne ena od druge. Agenti so del samostojne domene in pripadajo svojemu glavnemu 
paketu. 
 
Z vpeljavo agentov smo pridobili sledeče: 
 osnovni razred ni odvisen od števila objektov v drugih glavnih paketih, ki bi radi 
dostopali do storitev osnovnega razreda, 
 agenti serializirajo zahteve večih objektov do sredstev osnovnega razreda, 
 komunikacija poteka preko vrat z dogodki. 
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Slika 37 predstavlja opisani koncept. Večje število uporabnikov povežemo preko usmerjene 
asociacije z agentom, slednji je povezan z osnovnim razredom preko vrat ter dinamične 
povezave, ki jo ustvarimo ob zagonu merilnika in ne statično ob izgradnji programske opreme. 
 
 
Slika 37: agent in osnovni razred 
6.7.6 Neodvisnost programskih slik 
V zahtevnik smo zapisali, da morajo biti programske slike glavnih paketov nadgradljive (razen 
glavnega paketa bootloader) in med seboj neodvisne s stališča nadgradnje. To pomeni, da po 
nadgradnji programske slike core, aplikacijski del deluje brez nadgradnje. S stališča logične 
arhitekture smo zahtevo dosegli z vpeljavo zahtevanih in zagotovljenih vmesnikov, ki smo jih 
udejanjili z namenskimi domenami. Če so po popravkih vmesniki še kompatibilni, potem je 
nadgradnja posamezne programske slike možna. V nasprotnem primeru nadgradimo vse 
programske slike. 
 
Logično arhitekturo podpremo s postavitvijo v izvršilnem bliskovnem pomnilniku, kjer se 
programska koda nahaja med izvajanjem. Vse zagotovljene vmesnike posamezne programske 
slike damo na njihov začetek in na nespremenljivo lokacijo, kot prikazuje Slika 38. Takšna 
postavitev pomeni, da so med posameznimi programskimi slikami neuporabljene regije. Z njimi 
dovolimo, da je nova slika večja od trenutno vgrajene v izvršilni bliskovni pomnilnik. Zato je 











dinamično povezavo med 
















Core - zagotovljen vmesnik
Kernel – zagotovljen vmesnik









7 Primer - javni vmesnik programske slike application 
Slika 39 prikazuje diagram primerov uporabe za udejanjenje javnega vmesnika programske 
slike application. Javni vmesnik udejanja zahtevan in zagotovljen vmesnik glavnega paketa 
application. Poleg tega zagotavlja infrastrukturo za prijavljanje vrat in naslovov avtomatov 
stanj aktivnih objektov aplikacije. Zagotovljen vmesnik uporabljajo domene iz drugih glavnih 
paketov, njegov razširjen del pa tudi domene znotraj aplikacije. 
 
 
Slika 39: diagram primera uporabe za javni vmesnik aplikacije 
 
Na podlagi diagrama primerov uporabe v fazi načrtovanja zasnujemo statično sliko domene. 
Slika 40 podaja njeno končno obliko. Zagotovljen vmesnik glavnega paketa application 
udejanjimo preko paketa app_ev_typs_provided_pkg. Ta vsebuje dogodke, javne funkcije in 
tipe, ki jih delimo z domenami drugih glavnih paketov. Generirano izvorno kodo damo v regijo 
Application – zagotovljen vmesnik in s tem zagotovimo nespremenljivo pozicijo funkcij. Te 
funkcije (dogodki se pretvorijo v funkcije in tipe) predstavljajo ovojnice (ang.: wrapper) za 
dejanske dogodke in funkcije paketa app_ev_typs_pkg. Le-ta vsebuje vse dogodke, ki si jih 
izmenjujejo aktivni objekti glavnega paketa application, ter objekt s stereotipom "singleton". 
Njegov vmesnik omogoča prijavo vrat ali naslova avtomata stanj ter poizvedbo o prijavljenih 
naslovih. Paketa app_to_core_req_pkg in app_to_kernel_req_pkg omogočata pretvorbo 
funkcij zagotovljenega vmesnika v zahtevane funkcije. Preostala dva paketa sta vključena zgolj 
zaradi generiranja povezave na ustrezne zagotovljene pakete ostalih glavnih paketov. 









domen v drugih glavnih
paketih
zagotovi javni vmesnik




domene glavnega paketa applicationdomene v drugih glavnih paketih
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Slika 40: statična slika domene application API 
 
Faza testiranja enote se osredotoča na delovanje storitvenega objekta app_desc, ker ponuja 
storitev prijavljanja in poizvedovanja o aplikacijskih objektih. Mehanizem zagotovljenega in 
zahtevanega vmesnika je statičen, kot prikazuje Slika 41, in ne predstavlja potrebe po dodatnem 
testiranju enote. Zagotovljen mehanizem je ovojnica dejanske funkcije z istim imenom in s 
podčrtajem na začetku. Ovojnico umestimo v nespremenljivo regijo delavnega bliskovnega 
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Slika 41: mehanizem zahtevanega in zagotovljenega vmesnika 
 
Ker storitve ostalim domenam ponuja deskriptor, testiramo njegovo vedenje preko testov enote. 
Slika 42 predstavlja zasnovo testnega okolja. Aktivni objekt framework izvaja testno okolje 
CUnit in povezane testne zbirke (ang.: test suites). Nanj smo priključili objekt 
operation_test_suites s stereotipom singleton, ki vključuje vse teste enote za domeno 
application_api. Aktivni objekt awdma in reaktivni objekt connector predstavljata testna štrclja, 
s katerima preverimo dve vmesniški funkciji storitvenega objekta app_desc. Tabela 16 






dodajanje vrat ali naslovov 
avtomata stanj v povezavi z 




pridobivanje naslova vrat ali 
avtomata stanj glede na izbran 
javno dostopni identifikator 
objektov 
Tabela 16: javni vmesniški funkciji storitvenega objekta app_desc 
 





Slika 42: zasnova testnega okolja za application_api 
 
Z objektom operation_test_suite poženemo teste, nadziramo testne štrclje in ovrednotimo 
rezultate. Tabela 17 prikazuje teste enote in njihov pomen.  
 
Ime1 Namen 
ut_obj_desc_set_to_invalid_id preverimo ali so na začetku vsi elementi deskriptorja 
nastavljeni na predoločeno vrednost 
ut_obj_desc_register_awdm_fsm preverimo ali je registracija testnega strclja uspešno 
shranjena 
ut_obj_desc_register_all_ports preverimo ali lahko zapolnimo vsa mesta v 
deskriptorju 
ut_obj_desc_try_to_register_more_than_max preverimo ali deskriptor sporoči, če poskušamo 
prijaviti več kot je prostora za shranjevanje 
ut_obj_desc_get_address preverimo, če poizvedba deluje pravilno glede na 
javno dostopni identifikator  
Tabela 17: testi enote za storitveni objekt app_desc 
 
Testno okolje teče na ciljni strojni opremi in na simulaciji. Izpis je pri obeh enak in ga 
prikazujemo v tabeli 18.  
awdm object 0x008AEE80 waiting to start 
conector object 0x008AEE20 waiting to start 
************************************************************ 
Starting Unit testing framework... 
 
                                                 


























Initializing CUnit registry...initialized! 
Adding suites to registry... 
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  Test: running ut_obj_desc_set_to_invalid_id: ... passed 
  Test: running ut_obj_desc_register_awdm_fsm: ... 
         object awdm 0x008AEE80 received event ev_a_start 
 
         object awdm 0x008AEE80 entering ss_stop 
 
         object awdm 0x008AEE80 registering 
passed 
  Test: running ut_obj_desc_register_all_ports: ... passed 
  Test: running ut_obj_desc_try_to_register_more_than_max: ... passed 
  Test: running ut_obj_desc_get_address: ... 
         object awdm 0x008AEE80 received event ev_a_stop 
awdm object 0x008AEE80 waiting to start 
 
         object awdm 0x008AEE80 received event ev_a_start 
 
         object awdm 0x008AEE80 entering ss_stop 
 
         object awdm 0x008AEE80 registering 
connector object 0x008AEE20 entering ss_stop 
connector object 0x008AEE20 entering querry 
 
         object awdm 0x008AEE80 entering s_process 
connector object 0x008AEE20 entering state_ok 
passed 
 
--Run Summary: Type      Total     Ran  Passed  Failed 
               suites        1       1     n/a       0 
               tests         5       5       5       0 
               asserts       5       5       5       0 
Tabela 18: izpis testnega okolja 
 
Med posameznimi izpisi testnega okolja so tudi izpisi testnih štrcljev. Avtomat stanj aktivnega 




Slika 43: hierarhični avtomat stanj objekta awdma 
 
 
Slika 44: hierarhični avtomat stanj objekta connector 
 
Oba objekta imata hierarhičen avtomat stanj – začetno stanje s_init, kamor prideta po 
inicializaciji. Iz testnega objekta operation_test_suite jima pošljemo začeten dogodek 
ev_a_stop, ki ju premakne v super stanje ss_stop in nadalje vsakega v svoje podstanje. Testna 
štrclja komunicirata drug z drugim, naslove za pošiljanje pa pridobita preko objekta app_desc. 
Pravilno posredovanje podatkov testnima štrcljema preverjamo s testi enote. Neposredno 






printf("\n\t object awdm 0x%08X entering s_pro...
ev_a_wdm_register/{
    RiCEvent* ev_awdm_x = (RiCEvent*)RiC_Create_ev_a_ok(0,0);    
    RiCReactive_gen((RiCReactive*)params->p_fsm, ev_awdm_x, FALSE);
}
ev_a_start/printf("\n\t object awdm 0x%08X received event ev_a_start\n", me);











o naslovu objekta 
awdma in mu 
pošljemo dogodek 
ev_a_wdm_register
če poizvedba za naslovom objekta awdma ni uspešna
pošljemo sami sebi dogodek ev_a_fail drugače dobimo
od awdma odgovor ev_a_ok
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8 Primerjava s klasičnim razvojem programske opreme 
V nalogi smo predstavili lastni razvojni proces in raziskali uporabo modelirno usmerjenega 
načrtovanja programske opreme z generiranjem izvorne kode v orodju Rhapsody.  
 
Orodje Rhapsody uporabljamo za načrtovanje krovne arhitekture preko diagramov primerov 
uporabe, diagramov zaporedij in razrednih diagramov. Identificirane primere uporabe 
pretvorimo v uporabniške zgodbe, ki predstavljajo enoto realizacije v posameznem teku. Tako 
smo z uporabo lastnega razvojnega postopka izboljšali predvidljivost zaključka razvoja 
programske opreme in postavili jasne ključne kazalnike uspešnosti v obliki števila zaključenih 
uporabniških zgodb znotraj teka in izvedenih testov enote za posamezno domeno. 
 
Znotraj teka uporabljamo modelirno usmerjeno načrtovanje preko štirih razvojnih faz – analiza, 
načrtovanje, implementacija in testiranje. V fazi analize uporabimo diagrame primerov uporabe 
za posamezno domeno v paketu <ime domene>_uc_pkg. V fazi načrtovanja postavimo ogrodje 
rešitve z objektnimi diagrami, medtem ko v fazi implementacije realiziramo potrebne funkcije 
in dodamo avtomate stanj aktivnim oziroma reaktivnim razredom. Vse rešitve shranimo v 
paketu <ime domene>_imp_pkg. V fazi testiranja dodamo teste enote za posamezno domeno v 
paket <ime domene>_ut_pkg. Vse faze se ne izvajajo zaporedno temveč po potrebi prehajamo 
iz ene v drugo, s tem sledimo spiralnemu razvoju. Prednost uporabe pristopa se pokaže v 
agilnem razvoju in hipnih korekcijah faze analize in načrtovanja, pri čemer sproti nastaja 
dokumentacija posamezne domene in s tem celotne programske opreme. 
 
Zaradi pristopa generiranja izvorne kode iz modelov PSM smo prilagodili nivo do katerega 
modeliramo, da je velikost generirane izvorne kode primerljiva ročno napisani izvorni kodi. 
Modeliramo razrede, objekte in dogodke. Vedenje razredov in objektov modeliramo s pomočjo 
diagramov prehajanja stanj in ne s pomočjo diagramov aktivnosti, za katere orodje Rhapsody 
ne generira učinkovite izvorne kode. Funkcij ne opisujemo z diagramom poteka ali aktivnosti, 
ker je grafična reprezentacija ne intuitivna, če želimo generirati kompaktno izvorno kodo 
programskega jezika C. Ročno napisano kodo znotraj stanj zaobjamemo v funkcije, da pri 
večkratnem pojavljanju nekega odseka znotraj generirane izvorne kode ne prinese dodatnega 
prirastka porabe delavnega bliskovnega pomnilnika. S takšnim pristopom uporabe modelirnih 
orodij se poraba delavnega bliskovnega pomnilnika poveča zgolj za aplikacijsko ogrodje, ki 
omogoča uporabo aktivnih, reaktivnih objektov in komunikacije med njimi s pomočjo 
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dogodkov. Aplikacijsko ogrodje RXF zavzema okoli 8 kB delavnega bliskovnega pomnilnika 
ter dodatnih 260 B za nespremenljive podatke (ang.: Read only data). Številka se spreminja s 
številom funkcij, ki jih uporabljamo v aplikacijskem ogrodju RXF. 
 
Slabost takega pristopa je, da orodje Rhapsody nima najboljšega urejevalnika izvorne kode. Za 
pisanje izvorne kode posamezne funkcije odpremo svoje okno in vpišemo izvorno kodo. Poleg 




Cilj magistrskega dela je bil razviti razvojni postopek programske opreme, ki podpira razvoj 
dobro opredeljene arhitekture, s katerim bi zadostili potrebam platformskega pristopa in 
obenem hitrega generiranja različnih izdelkov. Predstavili smo lastni razvojni postopek razvoja 
programske opreme in osnovno platformsko arhitekturo pametnega merilnika električne 
energije. Z uporabo orodja Rhapsody smo omogočili jasno razgradnjo programske opreme na 
osnovne glavne pakete in določili komunikacijske vmesnike glavnih in domenskih paketov. 
 
Uporaba orodja Rhapsody in razvitega razvojnega procesa je smiselna, kadar razvijamo izdelke, 
ki morajo biti dobro opisani, kjer je potrebno prikazati odvisnost med zahtevami in 
implementacijo ali primeri testov. Učenje uporabe okolja Rhapsody je dolgotrajno in zahteva 
precejšnji vložek moštva, preden le-ta postane produktiven. Skupnost orodja Rhapsody ni tako 
obširna kot skupnosti okoli klasičnih razvojnih orodij. Vsa omenjena dejstva je potrebno 
upoštevati pri izbiri razvojnega postopka in orodja. V podjetju teče več iniciativ za prenovo 
razvojnega procesa, vendar menim, da je pri razvoju pametnega merilnika električne energije 
opisani postopek smiselno uporabiti. 
 
Izboljšave so mogoče na samem procesu z vpeljavo vodenja zahtev v orodje Rhapsody. S tem 
je moč povezati zahteve s posameznimi modelnimi elementi (razredi, avtomati stanj) in 
pridobiti v izvorni kodi povezave do zahtev. S tem izločimo potrebo po ročno izdelanih 
opombah ob izdaji programske opreme (ang.: release notes) za posamezen tek. Prav tako 
dosežemo večjo zavzetost ostalih deležnikov (produktnih in projektnih vodij) med samo fazo 
izgradnje programske opreme (med vrati G2 in G3).  
 
Ker je orodje Rhapsody izredno kompleksno, je moč uporabiti lažje alternative, kot je 
Samekova QP platoforma. Ta pride v poštev, če se premikamo bolj k agilnosti in zgolj razvoju 
programske opreme in ne potrebujemo integrirane povezave z zahtevniki in vodenjem zahtev.  
 
Arhitektura programske opreme trenutno ne predvideva več aplikacijskih programskih slik, s 
čimer bi omogočili trgom določiti svoje zakonodajno odvisne dele aplikacije (zaradi nacionalne 
odobritve). To je naslednja nadgradnja programske opreme, ki bo omogočala še večjo 
granulacijo celotnega sistema. Obstoječi arhitekturni koncept podpira več programskih slik, 
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vendar zgolj ob uporabi več programskih sredstev. Smiselno bi bilo raziskati, ali je moč rešitev 




V dodatku podajamo slike spletnega vmesnika do strežnika TFS za vodenje razvojnih 
projektov. 
10.1 Pogled na seznam zahtev izdelka (ang.: Backlog) 
 
Slika 45: seznam zahtev izdelka na strežniku TFS 
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10.2 Pogled na ploščo KANBAN (stanje uporabniških zgodb) 
 




10.3 Krovni pogled vodenja projektov 
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