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Arimaa je desková hra s jednoduchými pravidly. Je jednoduchá pro lidi, ale zároveň složitá
pro počítače. Cílem této bakalářské práce je seznámit se s metodami, které se využívají
při hraní her s využitím umělé inteligence. Dále navrhnout a vytvořit program, který bude
schopný hrát Arimu proti jiným hráčům a programům. Návrh programu sestává hlavně z
generování tahů, prohledávání tahů a ohodnocování herních pozic. Program byl nakonec
testovaný na herním servru, kde hrál proti ostatním programům.
Abstract
Arimaa is a board game with simple rules. It is simple for human but at the same time
difficult for computers. The aim of this bachelor thesis is to familiarize with game playing
methods with features of the artificial intelligence. The next aim is to design and implement
the program, that would be able to play against others players and programs. The most
important features of the program are move generation, search and evaluation of positi-
ons. At the end, the program was tested on the game server, where played against others
programs.
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Táto práca sa venuje doskovej hre Arimaa a vývoju programu s prvkami umelej inteligencie.
Zoznamuje s metódami, ktoré počítače používajú pri hraní hier. Ďalej vysvetľuje, prečo
niektoré metódy používané v šachových programoch nie sú v Arime použiteľné.
Druhá kapitola obsahuje oboznámenie s Arimou a dôvod jej vzniku. Taktiež vysvetľuje,
prečo je Arimaa zložitejšia pre počítače ako iné hry.
Tretia kapitola popisuje kompletné pravidlá hry. Ďalej ukazuje notáciu, pomocou ktorej
sa zapisuje priebeh hry. Nakoniec vysvetľuje pravidlá, ktoré sa dodržiavajú na hernom
serveri.
Štvrtá kapitola popisuje dva spôsoby generovania ťahov, ich výhody a nevýhody. Tiež
popisuje spôsob, ktorým sa zabraňuje opakovaniu rovnakých pozícii počas vyhľadávania
najlepšieho ťahu.
Piata kapitola popisuje metódy, ktoré sa používajú na vyhľadávanie najlepšieho ťahu
a vylepšenia, ktoré zmenšujú herný strom. Ďalej vysvetľuje princíp a výhody transpozičnej
tabuľky. Nakoniec objasňuje problém horizontu a jeho riešenie.
Šiesta kapitola sa zaoberá hodnotiacou funkciou. Popisuje jej základné aj pokročilé
prvky, ktoré boli implementované v programe.
Siedma kapitola obsahuje popis kostry programu a spôsob komunikácie jednotlivých
častí. Taktiež pojednáva o výhodách použitých dátových štruktúr zvaných bitové polia.






Arimaa je dosková hra pre dvoch hráčov. Vymyslel ju v roku 2002 Omar Syed, ktorý bol inš-
pirovaný porážkou Garry Kasparova počítačom Deep Blue. Deep Blue vyhral predovšetkým
vďaka hrubej sile, kedže dokázal preskúmať 200 000 000 šachových pozícií za sekundu [9].
Preto chcel Omar Syed vytvoriť hru, ktorá bude náročná pre počítače, ale zároveň jedno-
duchá na pravidlá, aby ju dokázal hrať jeho štvorročný syn.
2.2 Zložitosť
Hlavný dôvod, prečo je Arimaa zložitá pre počítače, je veľký faktor vetvenia. Arimaa do-
sahuje približný faktor vetvenia 17 281 [7], zatiaľ čo šach 35. Pre porovnanie, na začiatku
šachovej partie má biely hráč 20 možných ťahov. V Arime má hráč na začiatku hry k dis-
pozícii 2000 až 3000 ťahov, v závislosti na zvolenom počiatočnom rozostavení. V strednej
hre počet možných ťahov vzrastie na 5000 až 40 000. Hodnoty boli získané z [4].
Ďalší z dôvodov je, že Arimaa nemá pevne dané počiatočné rozostavenie figúrok na
hracej ploche. Hráč môže rozostaviť osem králikov na 16 možných políčok, dve mačky na
8 ostávajúcich políčok, dvoch psov na 6 ostávajúcich políčok, dvoch koňov na 4 ostávajúce
políčka, ťavu na 2 ostávajúce políčka a nakoniec slona na posledné nevyužité políčko. Môžme





























= 64 864 800 (2.1)
Pretože každý z hráčov má k dispozícii 64 864 800 počiatočných rozostavení, celkový
počet počiatočných rozostavení je:
64 864 8002 = 4.207 · 1015 (2.2)
Kvôli veľkému počtu možných počiatočných rozostavení je veľmi ťažké vytvoriť databázu
úvodných ťahov, ktorá sa bežne využíva v šachových programoch. Preto tieto databáze nie
sú kompletné, a nedávajú veľkú výhodu programom. Podobne v šachových programoch
sa využívajú databáze záverečných ťahov, ktoré dokážu výrazne vylepšiť výkon programu.
V šachu v závere hry, keď je na šachovnici málo figúrok, je jednoduché v databáze vyhľadať
najlepší ťah pre danú pozíciu. Toto ale nie je možné v bežnej Arimaa hre, kde na hracej
doske býva stále dosť figúrok.
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Ďalší z dôvodov prečo majú počítače problém s hraním Arimy je, že Arimaa je oveľa viac
pozičná hra ako šach [4]. Počítače sú výborné v spozorovaní určitej taktiky hráča a dokážu
toho využiť. Na druhú stranu majú veľký problém ohodnotiť materiálne ekvivalentnú pozí-
ciu a rozhodnúť, ktorí z hráčov je vo výhode. Kvôli týmto dôvodom nie je možné vytvoriť
silný program na bežnom počítači, ktorý bude využívať iba hrubú silu.
2.3 Arimaa challenge
Okolo Arimy sa behom rokov vytvorila veľká komunita hráčov a programátorov. Na oficiál-
nej stránke Arimy sa nachádza veľké množstvo návodov, začiatočníckych i pokročilých stra-
tégii. Existuje fórum, kde diskutujú hráči a programátori o svojich taktikách a stratégiách.
Najdôležitejšou súčasťou je herný server, kde hrajú hráči proti ostatným hráčom a progra-
mom. Podľa aktuálne rebríčka má najlepší hráč Patrick Dudek z Francúzska 2715 bodov
a najlepší program bot Sharp2013Fast 2431 bodov. Pre komunikáciu medzi programami
a herným serverom vytvoril Brian Haskin tzv. AEI protokol [8]. Je to jednoduchý textový
protokol, ktorý komunikuje cez štandardný vstup a výstup.
Aby Omar Syed podporil vývoj umelej inteligencie, vytvoril Arimaa Challenge. V nej
prisľúbil 10 000 dolárov tomu, kto do roku 2020 vytvorí program, ktorý porazí troch vybra-
ných živých hráčov v oficiálnych zápasoch. Každý zo zápasov bude spočívať aspoň v troch
hrách. Program bude spustený na bežnom počítači. Pre rok 2014 bola vybraná zostava
Intel Xeon L5639 2.13GHz, 16 Cores, 12 MB L2 cache, 32GB DDR3 RAM a operačný
systém Linux CentOS 6.5 x64. Táto súťaž prebieha každoročne od roku 2004. Doposiaľ sa
žiadnemu programu nepodarilo zvíťaziť. Tabuľka 2.1 zobrazuje kompletné výsledky od roku
2004.
Rok 2004 2005 2006 2007 2008 2009 2010 2011 2012 2013
Víťaz H H H H H H H H H H
Skóre 8:0 7:1 8:1 8:1 9:0 7:2 6:3 8:1 6:3 8:1
Tabulka 2.1: Tabuľka výsledkov Arimaa Challenge (H - živý hráči)
Okrem Arimaa Challenge sa každoročne konajú majstrovstvá sveta v hre živých hráčov





Kapitola popisuje oficiálne pravidlá Arimy. Oboznamuje s hracou doskou a figúrkami. Ďalej
ukazuje príklad používanej notácie v Arime. Nakoniec obsahuje pravidlá pre oficiálne partie
a spôsob kontroly času. Následujúce informácie boli čerpané z oficiálnych stránok [14].
3.1 Hracia doska a figúrky
Arimaa sa hrá na hracej doske o veľkosti 8× 8 polí. Každé pole na hracej doske je identifi-
kované stĺpcom a riadkom. Stĺpce sú značené zľava písmenami a až h a riadky zdola číslami
1 až 8. Ľavý dolný roh je teda označený a1. Na pozíciach c3, f3, c6, f6 sú špeciálne políčka
zvané pasce, na ktorých je možné zajímať figúrky. Na obrázku 3.1 vidno prázdnu hraciu
dosku.
Obrázek 3.1: Prázdna hracia doska
V Arime existuje 6 typov figúrok, ktoré sa líšia svojou silou. Na obrázku 3.2 vidno jed-
notlivé typy figúrok zoradené od najsilnejšej po najslabšiu. Na začiatku má každý z hráčov
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16 figúrok. Konkrétne jedného slona, jednu ťavu, dva kone, dvoch psov, dve mačky a osem
králikov.
Obrázek 3.2: Figúrky zoradené podľa sily, zdroj [18]
3.2 Počiatočné rozostavenie
Hra začína s prázdnou hracou doskou. Zlatý hráč má ako prvý možnosť zvoliť svoje rozosta-
venie figúrok, ktoré musí umiestniť na prvú a druhú radu. Rozostavenie môže byť ľubovoľné
a závisí iba na voľbe hráča. Druhý v poradí volí svoje rozostavenie strieborný hráč, ktorý
rozostaví svoje figúrky na siedmu a ôsmu radu. Kedže už pozná rozostavenie zlatého hráča,
môže to využiť a zvoliť vhodnú taktiku, aby mal výhodu oproti zlatému hráčovi. Ako prvý
tiahne svojimi figúrkami zlatý hráč. Na obrázku 3.3 je vidno jedno z často používaných
rozostavení.
3.3 Cieľ hry
Cieľom hry je dostať svojho králika na najvzdialenejšiu radu hracej dosky. V prípade zlatého
hráča to znamená dostať zlatého králika na ôsmu radu. Hra môže skončiť aj elimináciou
súperových králikov. Napríklad ak po ťahu zlatého hráča nie je na šachovnici žiadny strie-
borný králik, hru vyhráva zlatý hráč. Posledným spôsobom, ktorým je možné vyhrať je
imobilizácia súpera. Ta nastáva, ak po skončení ťahu hráča, druhý hráč nemôže pohnúť
žiadnou figúrkou. Imobilizáciu súpera môže spôsobiť zmrazenie a blokovanie súperových
figúrok. Počas celej hry sa rovnaká pozícia na hracej doske nemôže zopakovať viac ako dva-
krát. V prípade, že by ťah viedol k tretiemu opakovaniu pozície, tento ťah by bol neplatný
a hráč by musel zvoliť iný ťah. Toto pravidlo zabraňuje cyklom a spôsobuje, že Arimaa
nemôže skončiť remízou.
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Obrázek 3.3: Počiatočné rozostavenie figúrok
3.4 Pohyb
Pohyb figúrok v Arime je jednoduchý. Figúrky sa môžu hýbať iba vertikálnym alebo hori-
zontálnym smerom o jedno pole. Výnimkou je králik, ktorý sa nemôže pohybovať dozadu,
smerom k štartovnej pozícii. Pohyb figúrky je možný iba ak nie je zmrazená. Každý hráčov
ťah sa skladá z jedného až štyroch krokov. Ťah môže byť zložený z pohybu jednej alebo
viacerých figúrok. Po skončení ťahu nesmie nastať rovnaký stav hry ako pred začiatkom
ťahu. Každý ťah teda musí zmeniť stav hry na hracej doske.
3.4.1 Jednoduchý krok
Krok pozostáva z pohybu jednej figúrky o jedno pole. Figúrka sa môže posunúť iba na
prázdne pole. Na obrázku 3.4 vidno spôsob pohybu. Králik sa nemôže vrátiť späť smerom
ku štartovnej pozícii.
Obrázek 3.4: Jednoduché kroky
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3.4.2 Zložené kroky
Silnejšia figúrka môže pohnúť so slabšou nepriateľskou figúrkou. Súperova figúrka musí
ortogonálne susediť s figúrkou, ktorá bude ťah vykonávať. K dispozícii sú dva typy pohybov:
• Tlačenie – Prvý krok vykoná slabšia súperova figúrka, ktorá sa pohne na susedné
prázdne pole. Pohyb dokončí druhým krokom silnejšia figúrka, ktorá sa pohne na
pôvodné pole, kde bola slabšia súperova figúrka.
• Ťahanie – Prvý krok vykoná silnejšia figúrka na susedné prázdne pole. Druhým kro-
kom sa slabšia súperova figúrka dostane na pôvodné pole, kde stála silnejšia figúrka.
Oba pohyby, tlačenie aj ťahanie zaberú dva kroky. Tieto dva kroky sa musia vykonať súvisle
za sebou. Jedna figúrka nemôže zároveň tlačiť aj ťahať.
3.5 Zmrazovanie
V prípade, že na susednom poli figúrky stojí silnejšia súperova figúrka a zároveň na sused-
nom poli figúrky nie je žiadna priateľská figúrka, dôjde k zmrazeniu. To znamená, že hráč
nemôže danou figúrkou pohnúť. Figúrku je možné odmraziť, ak sa na susedné pole pohne
iná priateľská figúrka. Zmrazenými nepriateľskými figúrkami môže hráč hýbať pomocou tla-
čenia alebo ťahania. Zmrazenie predstavuje veľkú nevýhodu, kedže hráč stráca na mobilite.
3.6 Pasce
Pasce sú jediné miesto na hracej doske, kde je možné zajímať figúrky. Figúrka, ktorá sa na-
chádza na pasci bude zajatá v prípade, že sa na susednom poli nenachádza žiadna priateľská
figúrka. Zajatie sa vykoná ihneď po dokončení kroku. Na pascu môže figúrka dobrovoľne
stúpiť alebo tam môže byť dotlačená alebo dotiahnutá.
3.7 Notácia
Každý hráčov ťah začína poradovým číslom ťahu a je zapísaný na samostatnom riadku.
3g teda znamená tretí ťah zlatého hráča. Nasleduje značenie figúrky. Figúrky sú značené
malým alebo veľkým písmenom v závislosti na farbe. Zlaté figúrky sú značené veľkými
písmenami a strieborné figúrky malými písmenami. Písmena sú určené podľa začiatočného
písmena anglického názvu figúrky s výnimkou ťavy. Tabuľka 3.1 zobrazuje značenie pre
všetky figúrky:
Zlaté figúrky Značenie Strieborné figúrky Značenie
slon E slon e
ťava M ťava m
kôň H kôň h
pes D pes d
mačka C mačka c
králik R králik r
Tabulka 3.1: Tabuľka značenia figúrok
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Ďalej nasleduje pôvodné postavenie figúrky, ktoré je označené stĺpcom a riadkom, na
ktorom figúrka stála pred vykonaním pohybu. Pohyb je zaznamenaný podľa svetovej strany,






Tabulka 3.2: Tabuľka značenia smeru pohybu
Ak hráč nevyužije všetky štyri dostupné kroky, tak nevyužité kroky sa nezapisujú.
V prípade, že je figúrka zajatá na pasci, namiesto smeru sa zapíše písmeno x. Napríklad
zajatie zlatého koňa na pasci c3 sa zapíše ako Hc3x. Pri zajatí figúrky v dôsledku tlačenia je
odstránenie figúrky zapísané pred figúrkou, ktorá tlačenie vykonávala. Následujúci príklad
zachytáva túto situáciu rb3e rc3x Hb2n.
Ak sa hráč rozhodne rezignovať, namiesto ťahu sa napíše kľúčové slovo resigns. Ak
hráč prehrá v dôsledku toho, že súper dostal králika na najvzdialenejšiu radu hracej dosky,
namiesto ťahu sa napíše kľúčové slovo lost. V prípade, že hráč vráti ťah, použije sa slovo
takeback.
Záznam môže začínať hlavičkou, ktorá obsahuje typ hry, miesto, dátum, počet kôl, meno
zlatého hráča, meno strieborného hráča a výsledok. Hlavička vyzerá následovne:
Event: Casual Game






Po hlavičke nasleduje zoznam ťahov. Prvý ťah oboch hráčov je počiatočné rozostavenie
figúrok. Príklad zoznamu ťahov:
1g Ra1 Rb1 Rc1 Rf1 Rg1 Rh1 Ra2 Rh2 Cd1 Ce1 Dc2 Df2 Hb2 Hg2 Md2 Ee2
1s ra7 rh7 ra8 rb8 rc8 rf8 rg8 rh8 cd8 ce8 dc7 df7 hb7 hg7 me7 ed7
2g Ra2n Ra3e Rb3n Rb4e
2s ra7s ra6s ra5e rb5e
3g Dd2n Dd3n Mc2e Rc4s Rc3x
3s rc7s rc5e rc6x rd5e re5s
4g takeback
3s takeback












+“. Na ľavom okraji sú označené jednotlivé rady číslami
a na dolnom okraji sú označené stĺpce písmenami. Figúrky sú označené svojimi značkami.
Na prázdnych miestach sú medzery. Pasce môžu byť vyznačené písmenami x alebo X. Ná-
sledujúca ukážka zachytáva pozíciu na hracej doske:
+-----------------+
8| r r r r |
7| m h e c |
6| r x r r x |
5| h d c d |
4| E H M |
3| R x R R H R |
2| D C C D |
1| R R R R |
+-----------------+
a b c d e f g h
3.8 Kontrola času
V Arime bola zavedená kontrola času z následujúcich dôvodov:
• Udržanie plynulosti hry a zabránenie hráčom aby, ich ťah trval moc dlho.
• Hra mala byť zaujímavá pre divákov a nemala by ich nudiť svojou dĺžkou.
• Zabránenie tomu, aby hráči prehrávali na čas.
• Zavedenie časového limitu na partiu.
• Udržanie kvality hry.
• Flexibilita vo variantoch hry v závislosti na zvolenej kontrole času.
Kontrola času je stanovená niekoľkými údajmi v tvare M /R/P/L/G/T kde:
• M – Objem času na jeden ťah.
• R – Počiatočný objem času v rezerve.
• P – Percento, ktoré udáva, koľko z ostávajúceho času na ťah sa prevedie do rezervy.
• L – Maximálna veľkosť rezervy.
• G – Objem času na celú partiu.
• T – Maximálna doba trvania jedného ťahu.
Hráč ma na každý ťah k dispozícii čas M. Ak tento čas spotrebuje, bude mu čas odo-
beraný z rezervy R. Ak hráčovi dôjde čas v rezerve R alebo čas jeho ťahu prekročí hranicu
T, hráč prehráva. Ak hráčov ťah trvá kratšie ako M, tak P percent z ostávajúceho času na
ťah je prevedených do rezervy R. Ak hra trvá dlhšie než T, ukončí sa a určí sa víťaz.
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3.9 Pravidlá pre oficiálne partie
Pre hry hrané na turnajoch, majstrovstvách, v oficiálnych partiách a v partiách na body
existujú špeciálne pravidlá. Pravidlá sú následujúce [17]:
• Hra musí byť zaznamenávaná pomocou oficiálnej notácie.
• Musí byť použitá kontrola času, tak aby hra mohla dosiahnuť aspoň 80 ťahov.
• Ak uplynie celkový čas vymedzený na partiu, víťaz je určený podľa následujúcich
pravidiel:
– Vyhráva hrač, ktorý má na konci partie viac figúrok.
– Ak majú hráči rovnaký počet figúrok, vyhráva ten, kto mal po predchádzajúcom
odohraní celého ťahu viac figúrok.
– Inak vyhráva strieborný hráč.
• Hráč môže kedykoľvek odstúpiť z hry, pričom vyhráva druhý hráč. Tento spôsob




V Arime je rýchle a korektné generovanie ťahov veľmi dôležité. V hrách, kde sa ťah skladá
len z jedného kroku, počítač vygeneruje všetky možné ťahy pre hráča na ťahu. Tento prístup
sa nazýva generovanie po ťahoch. V Arime sa skladá ťah zo štyroch samostatných krokov.
Preto sa naskytuje možnosť generovať a prehľadávať ťahy po jednotlivých krokoch. Tento
prístup sa nazýva generovanie po krokoch. V ďalšej časti kapitoly ukážeme, ktorý z týchto
dvoch prístupov je výhodnejší.
4.1 Generovanie po ťahoch
Pri vyhľadávaní v hernom strome program pre každú pozíciu vygeneruje všetky možné
ťahy. Najprv sa z danej pozície vygenerujú všetky možné kroky a z každého z nich sa
ďalej generujú všetky možné kroky. Takto to prebieha, až kým všetky ťahy obsahujú štyri
kroky. Na obrázku 4.1 je zobrazené generovanie po ťahoch. Šedá farba naznačuje, že boli
vygenerované celé dva ťahy.
1. ah
2. ah
Obrázek 4.1: Generovanie po ťahoch
Alpha-Beta pri vyhľadávaní veľa uzlov oreže a niektoré ťahy boli vygenerované zbytočne.
Generovanie po ťahoch má tiež väčšiu pamäťovú náročnosť a je náročnejšie na implemen-
táciu.
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4.2 Generovanie po krokoch
Generovanie a prehľadávanie ťahov môže byť rozložené na štyri samostatné kroky. Program
teda vždy vygeneruje a prehľadá len jeden krok. Túto myšlienku ako prvý predstavil David
Fotland vo svojom programe [5]. Generovanie po krokoch robí z Arimy unikátnu hru, ktorá
má faktor vetvenia menší ako 50 ale hráč na ťahu sa mení každé štyri kroky [19].
Pri vyhľadávaní v hernom strome program vygeneruje všetky možné kroky. Potom sa
vyberie prvé nové rozostavenie a z neho sa opäť vygenerujú všetky možné kroky. Týmto
spôsobom sa generujú ťahy a prehľadáva herný strom. Na obrázku 4.2 je zobrazené gene-
rovanie po krokoch. Šedá farba naznačuje, že vyhľadávanie sa dostalo do hĺbky desiatich




Obrázek 4.2: Generovanie po krokoch
Výhody generovania po krokoch:
• Nedochádza ku generovaniu veľkého počtu ťahov, ktoré sa nepoužijú v dôsledku ore-
zania Alpha-Betou.
• Menšia pamäťová náročnosť a jednoduchšie na implementáciu.
• Pri vyhľadávaní s postupným prehlbovaním umožňuje viac opakovaní, čo pomáha
vytvoriť lepšie radenie ťahov [19].
Kvôli týmto výhodám sme sa rozhodli v našom programe použiť generovanie po krokoch.
4.3 Zabránenie opakovaniu pozícii
Veľké množstvo validných ťahov s rôznou postupnosťou krokov vedie do rovnakej hernej
pozície. Tieto opakovania pozícii stoja cenný čas pri prehľadávaní ťahov, pretože zväčšujú
faktor vetvenia. Preto by mali byť odstránené čím skôr. Zachované sú tie ťahy, ktoré sú
zložené z menšieho počtu krokov. Preto napríklad ak ťah zložený z jedného kroku a ťah
zložený z troch krokov vedú k rovnakej pozícii, zachovaný bude ťah zložený z jedného kroku.
Na odstránenie opakovaných pozícii využívame hashovaciu tabuľku, do ktorej sa ukla-
dajú navštívené pozície. Pozície sa transformujú na číslo žiadanej dĺžky technikou zvanou
Zobrist key [20]. Táto technika dokáže transformovať ľubovoľnú pozíciu na takmer jedi-
nečné číslo, ktorého je možné vytvoriť index do transpozičnej tabuľky. Dôležitá vlastnosť
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tejto metódy je, že dve podobné pozície transformuje na úplne rozdielne čísla. Vďaka tomu
minimalizuje kolízie v hashovacej tabuľke.
Najprv je vytvorené trojrozmerné pole zbr[index][type][color] a inicializované náhod-
nými 64–bitovými číslami. V Arime má toto pole veľkosť 64 · 6 · 2 = 768 položiek. Hash
z danej pozície získame vykonaním operácie XOR medzi hodnotami z poľa zbr pre všetky
figúrky. Hash teda získame vykonaním následujúceho vzťahu pre všetky neprázdne miesta
na hracej doske:
hash = hash⊕ zbr[index][type][color] (4.1)
Túto metódu nie je nutné volať po každom kroku, pretože Zobrist key je možné počítať
inkrementálne. Po každom kroku stačí aktualizovať hash iba figúrkou, ktorou sa pohybovalo.
hash = hash⊕ zbr[src index][type][color]⊕ zbr[dest index][type][color] (4.2)
Vždy pri skúmaní ťahu sa skontroluje transpozičná tabuľka, či neobsahuje rovnakú po-
zíciu. Ak je pozícia nájdená, znamená to, že pozícia bola navštívená v predchádzajúcom
generovaní a ťah bude zahodený. V opačnom prípade bude pozícia uložená do transpozičnej
tabuľky.
4.4 Implementácia generátora ťahov
Generovanie ťahov prebieha v troch fázach. V prvej fáze sa vygenerujú všetky ťahy, ktoré
vedú k zajatiu súperovej figúrky. Tieto ťahy sa vždy skladajú z dvoch krokov. Existuje veľká
pravdepodobnosť, že niektorý z týchto krokov bude vybraný ako najlepší. V druhej fáze sa
vygenerujú všetky zložené kroky, ktoré nevedú k zajatiu súperovej figúrky. Jedná sa teda
o ťahanie a tlačenie. V poslednej fáze sa vygenerujú všetky ostatné jednoduché kroky.
Pri niektorých ťahoch môže figúrka skončiť na nechránenej pasci. Takéto samovražedné
ťahy sú generátorom orezané, pretože nemôžu vylepšiť súčasný stav hry. Podobná situácia
nastáva, ak na pasci stojí priateľská figúrka a vedľa pasce jediná priateľská figúrka, ktorou
sa bude hýbať. Takýto ťah spôsobí zajatie priateľskej figúrky, ale nemôže byť generátorom





Jedným z kľúčových aspektov umelej inteligencie pre hranie hier je nájdenie najlepšieho
ťahu z obrovskej množiny ťahov. Priebeh hry v Arime môže byť reprezentovaný herným
stromom. Program v ňom vykonáva prehľadávanie do hĺbky. Hľadanie najlepšieho ťahu
trvá až kým sa nedosiahne maximálna hĺbka alebo neuplynie pridelený čas. Prehľadávanie
tiež skončí ak sa v strome dosiahne konca hry. Na určenie skóre jednotlivých pozícii sa
používa hodnotiaca funkcia. Kvalita prehľadávania závisí od dosiahnutej hĺbky a presnosti
hodnotenia pozícii. V ideálnom prípade by vyhľadávanie dosiahlo až listovej úrovne, čo kvôli
rozsiahlosti herného stromu nie je možné.
Existuje mnoho algoritmov, ktoré sa využívajú na prehľadávanie herného stromu. V ďal-
šej časti kapitoly popíšeme jeden z nich, ktorý sa najčastejšie používa a bol vybraný na
implementáciu.
Kedže herný strom je rozsiahly, používajú sa ďalšie techniky a heuristiky, aby sa vyhľa-
dávanie urýchlilo. Techniky, ktoré boli implementované v našom programe, sú tiež popísané
v tejto kapitole.
5.1 Minimax
Základný algoritmus na prehľadávanie herných stromov v hrách s nulovým súčtom sa nazýva
Minimax [12]. Vyhľadávanie začína z koreňového uzla. Z aktuálne skúmanej pozície sa
vygenerujú všetky ťahy a prvý z nich sa zahrá. Týmto sa algoritmus zanorí o úroveň nižšie.
Tento postup sa opakuje až kým sa nedosiahne maximálna stanovená hĺbka alebo súčasná
pozícia znamená víťazstvo niektorého z hráčov. Pri dosiahnutí maximálnej hĺbky sa pozícia
ohodnotí statickou hodnotiacou funkciou.
Algoritmus predpokladá, že obaja hráči vždy zahrajú svoj najlepší možný ťah. Teda
snažia sa maximalizovať svoje skóre. Označme hráčov písmenami A a B. Prvý hráč na
ťahu, hráč A vyberie najlepší možný ťah a maximalizuje svoje skóre. Na druhú stranu hráč
B vyberie taký ťah, ktorý zanechá hráča A v najhoršej možnej pozícii. Inými slovami, snaží
sa minimalizovať skóre hráčovi A. Keď nastane čas na ohodnotenie pozície, skóre začne
prebublávať späť ku koreňovému uzlu. Ak je v súčasnom uzle na ťahu hráč A, vyberie
zo svojich potomkov najvyššiu hodnotu. Ak je v uzle na ťahu hráč B, vyberie zo svojich
potomkov najnižšiu hodnotu. Z koreňového uzla sa nakoniec vyberie potomok s najväčšou
hodnotou. Cesta do tohto potomka predstavuje najlepší nájdený ťah. Na obrázku 5.1 je
zobrazený priebeh algoritmu Minimax.
V hrách ako šach alebo dáma sa hráči striedajú s každým ťahom. Preto sa aj minimum
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Obrázek 5.1: Ukážka algoritmu minimax, prevzaté z [3]
.
a maximum stále strieda. V Arime, pri generovaní ťahov po krokoch, sa hráč na ťahu
strieda každé štyri kroky. Preto algoritmus Minimax musí byť upravený a striedať maximum
a minimum každé štyri kroky.
Algoritmus pamäťovú zložitosť O(b · d), kde b je priemerný faktor vetvenia a d je maxi-
málna hĺbka, ktorej sa dosiahne. Minimax je teda pamäťovo úsporný, keďže ukladá iba cestu
od koreňa k aktuálnemu uzlu a kroky, ktoré v každom uzle vygeneruje. Časová zložitosť je
O(bd) kde b je priemerný faktor vetvenia a d je hĺbka herného stromu.
5.2 Alpha-beta orezávanie
Minimax je veľmi časovo náročný. Prehľadáva totiž aj uzly, ktoré nemôžu viesť k najlepšej
pozícii. Výkon algoritmu však môže byť výrazne vylepšený pomocou Alpha-beta orezá-
vania [12]. Alpha-beta orezávanie umožňuje algoritmu ignorovať tie časti stromu, ktoré
nemôžu obsahovať najlepší ťah. Do algoritmu sú zavedené dve medze. Dolná hranica nazý-
vaná tiež alpha a horná hranica nazývaná beta. Tieto hranice spôsobujú dva typy orezáva-
nia. Alpha-beta orezávanie má v najlepšom prípade časovú zložitosť O(b d2 ). Tento najlepší
prípad nastane ak každý prvý potomok uzla spôsobí orezanie.
5.2.1 Alpha orezávanie
Na obrázku 5.2 vidno princíp alpha orezávania. Prehľadávanie stromu prebieha rovnako
ako s algoritmom Minimax. Ak sa hráč na ťahu pohne do uzlu B, do koreňového uzla príde
hodnota 4. Následne sa algoritmus preskúma uzol C. Prvá odpoveď je uzol D s hodnotou
1. Nezáleží akú hodnotu budú mať uzly E a F, pretože protihráč si vždy môže vynútiť
hodnotu 1. Aj bez skúmania uzlov E a F hráč na ťahu vie, že vykonanie ťahu do uzla C je
zlý ťah. Ťah do uzla B dáva hráčovi na ťahu hodnotu 4 ale ťah do uzla C dáva maximálne
hodnotu 1, ktorá by v skutočnosti mohla byť ešte menšia.
K alpha orezávaniu potrebuje algoritmus ukladať najlepšie skóre, ktoré dosiahol. Táto
hodnota sa uloží ako alpha hranica a určuje spodnú hranicu skóre, ktoré môže dosiahnuť.
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V ďalšom prehľadávaní môže algoritmus naraziť na lepšiu spodnú hranicu, ale nikdy neak-
ceptuje postupnosť ťahov, ktoré vedú k menšiemu skóre ako je alpha hranica.
5.2.2 Beta orezávanie
Na obrázku 5.2 tiež vidno princíp beta orezávania. Funguje na rovnakom princípe ako
alpha orezávanie. Algoritmus ukladá do beta hranice horný limit. Túto hranicu algoritmus
aktualizuje ak nájde takú postupnosť ťahov, do ktorej nás môže nepriateľ donútiť. V tomto
okamžiku je isté, že hráč nemôže dosiahnuť väčšie skóre ako je beta hranica. Preto ak
algoritmus narazí na postupnosť ťahov, ktorá vedie k väčšiemu skóre ako je beta hranica,
môže tieto ťahy orezať.
Obrázek 5.2: Ukážka algoritmu Alpha-beta, prevzaté z [3]
.
5.3 Radenie ťahov
Čím skôr nastane orezanie v Alpha-beta orezávaní, tým bude herný strom menší. Preto
je výhodné vyčleniť nejaký čas na zoradenie ťahov a presunúť kandidátov na najlepší ťah
na prvé pozície [13]. Výber vhodných kandidátov môže prebiehať viacerými spôsobmi. Ko-
reňové ťahy sú zahrané a vzniknuté pozície sú ohodnotené statickou hodnotiacou funkciou.
Ťahy sú potom zoradené podľa získaného skóre. Najvyššie skoré majú výherné ťahy. Druhý
najvyšší potenciál majú zajatia nepriateľských figúrok. Ďalšie radenie ťahov prebieha dy-
namicky počas vyhľadávania s postupným prehlbovaním. Ťah, ktorý bol najlepší v prvých
opakovaniach je často najlepší aj pri vyhľadávaní do väčších hĺbok. Ak bude takýto ťah
v následujúcich opakovaniach skúmaný ako prvý, spôsobí to veľa orezaní a v konečnom
dôsledku zrýchlenie vyhľadávania.
5.4 Postupné prehlbovanie
Metóda postupného prehlbovania funguje následujúcim spôsobom. Program začína s vy-
hľadávaním do hĺbky 1. Vyhľadáva sa bežnou metódou Alpha-beta orezávaním. Následne
sa zvýši maximálna hĺbka prehľadávania o jedna a vykoná ďalšie vyhľadávanie. Tento po-
stup sa opakuje až kým neuplynie čas pridelený na vyhľadávanie. Ak program nestihne
vykonať kompletné prehľadávanie v poslednom opakovaní, použije sa najlepší ťah nájdený
v predchádzajúcom opakovaní.
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Bolo dokázané [10], že postupné prehlbovanie je rýchlejšie ako priame vyhľadávanie do
stanovenej hĺbky. Je to spôsobené dynamickým radením ťahov, pri vyhľadávaní do menších
hĺbok.
Postupné prehlbovanie má aj ďalšiu výhodu. Pri vyhľadávaní do menších hĺbok skúma
pozície, ktorými plní transpozičnú tabuľku. Tieto pozície budú pravdepodobne navštívené
znova pri väčších hĺbkach a informácie o nich budú môcť byť vyzdvihnuté z transpozičnej
tabuľky.
Haizhi Zhong vo svojej práci Building a Strong Arimaa–playing Program [19] uvádza, že
postupné prehlbovanie väčšinou ušetrí 50 % času a o 50 % zmenši množinu prehľadávaných
uzlov. Existujú ale aj prípady, kedy postupné prehlbovanie nespôsobí žiadne zrýchlenie.
5.5 Transpozičná tabuľka
V obrovskom hernom strome Arimy môžeme do rovnakej pozície prísť rôznymi postup-
nosťami krokov. Prehľadávanie rovnakých pozícii viac krát je redundantné a stojí cenný
čas. Preto je výhodné zaznamenávať dáta o navštívených pozíciach. Dáta sa ukladajú do
veľkých hashovacích tabuliek, pretože prístup do nich je veľmi rýchly. Takéto tabuľky sa
tiež nazývajú transpozičné tabuľky [1].
Transpozičná tabuľka nám umožňuje vyhľadať potrebné dáta o pozícii a na ich základe
rozhodnúť, či je potrebné ďalšie prehľadávanie. Na prístup do tabuľky slúži kľúč, ktorý je
vytvorený z danej pozície pomocou metódy Zobrist key [20]. Táto metóda bola popísaná
v 4. kapitole. Transpozičná tabuľka tiež môže byť využitá na radenie ťahov.
Každý záznam v tabuľke je zložený z dvoch častí. Prvá časť obsahuje 64–bitové číslo,
ktoré reprezentuje jedinečnú pozíciu na hracej doske. Druhá časť obsahuje užitočné dáta
o uloženej pozícii. Tieto dáta sú komprimované do jedného 64–bitového čísla. Dátová časť
obsahuje následujúce informácie o pozíciach:
• Ťah – Najlepší ťah z danej pozície. Tento ťah spôsobí orezanie vo vyhľadávaní.
• Skóre – Skóre najlepšieho ťahu z uloženej pozície. Kedže vyhľadávanie prebieha po-
mocou Alpha-beta orezávania, skóre môže byť presná hodnota, dolná alebo horná
hranica.
• Príznak – Obsahuje informáciu o tom, či je hodnota v položke skóre presná hodnota,
dolná alebo horná hranica.
• Hĺbka – Hĺbka v hernom strome, v akej sa pozícia nachádza.
5.5.1 Vyhľadávanie v transpozičnej tabuľke
Pri skúmaní ťahu sa výsledná pozícia vyhľadá v transpozičnej tabuľke. Ak sa v tabuľke
nachádza príslušná položka, overí sa či uložená hĺbka je väčšia alebo rovná ako súčasná
hĺbka vyhľadávania. Iba v takom prípade sú uložené dáta spoľahlivé a môžu byť použité.
Následne ak je uložené skóre dolná alebo horná hodnota, aktualizuje sa príslušná hranica
v Alpha-beta orezávaní, čo spôsobí zmenšenie okna a viac orezaní. Ak je skóre presná
hodnota, skóre sa použije na ohodnotenie pozície.
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5.5.2 Kolízie
V hashovacích tabuľkách sa nedá úplne vyhnúť kolíziám. Vždy keď nastane kolízia, program
sa musí rozhodnúť, ktorá pozícia je hodnotnejšia a mala by ostať uložená. Program sa
rozhodne na základe schémy nahradzovania. V našom programe sme zvolili dve schémy
nahradzovania. Prvé schéma je nahradzovanie podľa hĺbky, v ktorej sa pozícia nachádza.
Zachová sa vždy tá pozícia, ktorá sa nachádza vo väčšej hĺbke. Druhé schéma nahradzovania
je podľa doby, kedy sa pozícia skúmala. Novšia pozícia vždy nahradí staršiu pozíciu.
5.6 Efekt horizontu
Kedže sa počítače dostanú pri vyhľadávaní v herných stromoch len do určitej hĺbky, existuje
riziko, že zvolia zlý ťah. Negatívny efekt ťahu môže byť viditeľný až vo väčšej hĺbke tj. za
horizontom. Efekt horizontu je jedna z najväčších slabín počítačových programov hrajúcich
hry s nulovým súčtom.
Statické ohodnocovanie pozícii funguje v šachu alebo v Arime spoľahlivo len v tzv. ti-
chých pozíciach [11]. V nestabilných pozíciach, ako napríklad pri zajatí figúrky je vhodné
pokračovať vo vyhľadávaní do väčšej hĺbky. Takéto vyhľadávanie sa nazýva aj tiché prehľa-
dávanie [12].
Tiché prehľadávanie počítač aplikuje pri dosiahnutí maximálnej hĺbky prehľadávania.
Jedná sa o viac limitované prehľadávanie s menším počtom ťahov. Generátor vtedy generuje
iba nebezpečné ťahy ako sú zajatia. Tiché prehľadávanie zmierňuje efekt horizontu.
V našom programe využívame tiché prehľadávanie. Vďaka tomu prehlbujeme vyhľadá-




Hodnotiaca funkcia určuje, aká dobrá je daná pozícia na hracej doske. Podľa jej ohodnotenia
sa vyberá z množiny ťahov najlepší ťah. Preto je dobrá hodnotiaca funkcia dôležitá pre
každý herný program. Kedže Arimaa má obrovský faktor vetvenia a nie je možné v hernom
strome prehľadávať príliš hlboko, dobrá hodnotiaca funkcia je ešte viac dôležitá. Kvalitná
hodnotiaca funkcia nahradí prehľadávanie do väčšej hĺbky. Aby bola hodnotiaca funkcia
kvalitná, musí byť dostatočne robustná ale zároveň rýchla na výpočet [2].
Celkové ohodnotenie pozície dostaneme ako súčet jednotlivých dielčich zložiek hodnotia-
cej funkcie. V dielčich zložkách hodnotiacej funkcie je od hodnoty zlatých figúrok odpočítaná
hodnota strieborných figúrok. Všetko je teda hodnotené z pohľadu zlatého hráča. Ak je
potreba ohodnotiť pozíciu pre strieborného hráča, celkové skóre je na konci hodnotenia
negované.
Pre zachovanie rýchlosti hodnotiacej funkcie je veľa informácii o pozíciach uložených
v bitových poliach, ktoré sú inkrementálne prepočítané po každom ťahu. Tieto informácie
pomáhajú pri ohodnocovaní a nemusia byť počítané vždy od nuly.
V ďalšej časti kapitoly popísané jednotlivé zložky hodnotiacej funkcie.
6.1 Hodnotenie podľa materiálu
Hodnotenie podľa materiálu reprezentuje hodnotu všetkých figúrok na hracej doske. Hod-
nota materiálu je najdôležitejšia zložka hodnotiacej funkcie takmer vo všetkých doskových
hrách. Je tomu tak preto, lebo strata figúrky sa dá len ťažko kompenzovať pozičnou vý-
hodou. V Arime je sila figúrok relatívna, pretože všetky figúrky sa môžu pohybovať iba
o jedno pole. Ich sila preto závisí od výskytu iných figúrok na hracej doske. Ak napríklad
obaja hráči obetujú svoju ťavu a zlatý hráč má stále dvoch koňov, tak z týchto dvoch
figúrok sa stali dve druhé najsilnejšie figúrky na hracej doske.
Preto sme implementovali dynamické hodnotenie materiálu namiesto statických hod-




1. Zoradíme všetky figúrky oboch hráčov do dvoch polí od najsilnejšej po najslabšiu.
2. Každá figúrka je reprezentovaná číslom od 5 do 0, podľa jej sily. Slon má hodnotu 5
a králik 0.
3. Figúrky na rovnakých indexoch postupne porovnávame až pokiaľ na oboch indexoch
nie je 0.
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4. Ak je figúrka hráča na rovnakom indexe silnejšia ako súperova figúrka, hráčovi sa
pripočíta hodnota z patričného indexu následujúceho poľa { 256, 85, 57, 38, 25, 17,
11, 7 }. Naopak ak má súper silnejšiu figúrku na danom indexe, hodnota sa odpočíta.
5. Hodnotu králikov vypočítame následujúcim spôsobom:
score =
600
R+ 2 · P (6.1)
kde R je počet súperových králikov a P počet ostatných súperových figúrok.
Použité dynamické hodnotenie materiálu zabezpečí lepšie hodnotenie výmen figúrok medzi
hráčmi počas celej hry.
6.2 Hodnotenie podľa pozície figúrok
Ďalšie dôležité kritérium v hodnotení je pozícia figúrok na hracej doske. Každý typ figúrky
má v hre inú úlohu. Podľa toho by sa mala figúrka pohybovať v určitých oblastiach hracej
dosky.
Slon je v Arime nezraniteľná figúrka. Nemôže byť zmrazený ani odtlačený. Preto by sa
mal pohybovať v centre hracej dosky aby mohol rýchlo zasiahnuť u všetkých pascí.
Ťava a kone sú silné figúrky. Nie sú však nezraniteľné a preto by sa mali vyhýbať
nepriateľskému slonovi. Pohybovať by sa mali v centre hracej dosky odkiaľ môžu útočiť
na slabé figúrky alebo podporiť útok na silné figúrky. V prípade potreby tiež môžu brániť
vlastné pasce.
Psy a mačky sú slabé figúrky. Pohybovať s nimi na súperovu polovicu je nebezpečné.
Používajú sa na bránenie vlastných pascí. Preto najväčšiu hodnotu majú na poliach vedľa
vlastných pascí.
Králiky sú najslabšie figúrky, ktoré sa nemôžu pohybovať dozadu. Na začiatku hry je ich
pohyb dopredu nebezpečný. Najbezpečnejší je ich postup dopredu po krajoch hracej dosky.
Z kraja hracej dosky je náročnejšie ich odtiahnuť do pascí ako zo stredu. Králici majú ešte
jednú dôležitú úlohu a to brániť prvú radu aby súperov králik nemohol dosiahnúť cieľ.
Hodnotenie podľa pozície je realizované pomocou porovnania skutočnej polohy figúrky
s bitovým poľom, v ktorom je uložená žiadaná pozícia figúrky. Pre každý typ figúrky sa
spočíta počet výskytov na žiadanej pozícii. Počet žiadaných výskytov v rámci jedného
typu sa pripočíta alebo odpočíta k celkovej hodnote v závislosti od farby figúrok. Výskyty
zlatých figúrok sa pripočítavajú a strieborných odpočítavajú. Celková hodnota sa nakoniec
vynásobí váhou v závislosti na type figúrok.
6.3 Hodnotenie podľa mobility figúrok
Mobilita je v Arime tiež dôležitá. Silný hráči sa snažia zmraziť čo najviac súperových figúrok.
Zmrazenie jednou figúrkou viac súperových figúrok je veľmi výhodné. Pri zmrazení figúrok
sa hráčovi zmenšuje počet možných ťahov a zmrazené figúrky môžu chýbať pri bránení
pascí.
Pri tomto hodnotení spočítame počet zmrazených figúrok na každej strane. Počet zmra-
zených strieborných figúrok sa pripočíta k celkovej hodnote a počet zmrazených zlatých
figúrok sa odpočíta od celkovej hodnoty. Celková hodnota sa vynásobí váhou pre zmrazenie
figúrok.
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Ak hráč zmrazí súperovu figúrku s figúrkou, ktorá je len o jeden stupeň silnejšia, hráč
dostane väčší bonus. Je výhodnejšie, ak hráč zmrazí súperovu mačku so svojím psom na-
miesto so slonom. Slon sa môže venovať iným úlohám.
Hráč dostane bonus aj v tom prípade, ak stojí svojou o jeden stupeň silnejšou figúrkou
vedľa súperovej figúrky, ktorá však nie je zmrazená. Je tomu tak preto, lebo súperovu
figúrku môže ťahať alebo tlačiť a môže jej hroziť zajatím alebo zmrazením.
6.4 Pokročilé hodnotenia mobility
V Arime existujú situácie, ktoré nevedú k okamžitému zisku materiálu ale z dlhodobého po-
hľadu sú veľmi výhodne. Jedná sa o stratu mobility silných figúrok v dôsledku zablokovania,
uviaznutia na pasci atď. Tieto situácie nie je zložité detektovať.
6.4.1 Zarámovanie
Obrázok 6.1 zachytáva túto situáciu. Zlatý kôň na pasci c6 nemôže odtlačiť žiadnu súperovu
figúrku aby mohol odísť z pasce. Inak povedané, je zarámovaný. Zlatý slon vedľa pasce chráni
koňa pred zajatím. Je tzv.
”
pripnutý“ a nemôže sa pohnúť bez toho, aby zlatý hráč neprišiel
o koňa. Pre zlatého hráča to je veľmi nevýhodná situácia, kedže jedna silná figúrka je vo
veľkom nebezpečí a slon stratil svoju mobilitu.
Zarámovanie je hodnotené podľa sily figúrky na pasci. Skóre je určené podľa materiál-
neho zisku, ktorý by hráč obdržal ak by figúrku zajal.
Obrázek 6.1: Zarámovanie zlatého koňa na pasci c6
6.4.2 Vzatie rukojemníka
Ďalšia dôležitá dlhodobá stratégia sa nazýva vzatie rukojemníka. Táto situácia nastáva, ak
silnejšia figúrka zadrží slabšiu súperovu figúrku blízko pasce ako rukojemníka. Táto figúrka
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môže byť len ťažko uvoľnená a hrozí jej zajatie, pokiaľ nie je pasca zabezpečená ďalšou,
väčšinou silnou nepriateľskou figúrkou. Obrázok 6.2 zobrazuje túto situáciu. Strieborný
hráč drží zlatú ťavu ako rukojemníka a zlatý slon zabezpečuje pascu aby nemohla byť ťava
zajatá. Táto situácia dáva striebornému výhodu najsilnejšej voľnej figúrky. Strieborný hráč
má teda veľkú výhodu.
Obrázek 6.2: Zlatá ťava ako rukojemník
Nie každé vzatie rukojemníka je však výhodné. Napríklad kôň držaný ako rukojemník
slonom nepredstavuje výhodu [15]. Živý hráči niekedy dobrovoľne poskytnú súperovi takýto
typ zajatia ako súčasť svojej taktiky. Držanie rukojemníka poskytne hráčovi výhodu vtedy
ak bude mať najsilnejšiu voľnú figúrku v hre.
Preto pri detekcii zajatia vypočítame približnú hodnotu skóre, ktoré určuje ako moc
výhodné zajatie je. Taktiež sa zohľadňuje aké náročné je pre súpera oslobodiť zajatú figúrku.
6.4.3 Zablokovanie slona
Mobilita slona je veľmi dôležitá v Arime. Ak sa hráčovi podarí zablokovať súperovho slona,
aby nemohol urobiť žiadny legálny ťah, predstavuje to obrovskú výhodu pre hráča. Preto
sa oplatí vyčleniť čas v hodnotení a detektovať túto situáciu. Obrázok 6.3 zachytáva zablo-
kovanie strieborného slona. Táto situácia je veľmi výhodná pre zlatého hráča, pretože na
blokovaní sa podieľajú iba slabé figúrky. To robí zo zlatého slona jedinú voľnú nezraniteľnú
figúrku.
Nie však všetky zablokovania slona sú výhodné. Ak sa na blokovaní podieľa aj slon a veľa
silných figúrok, tak blokovanie nemusí byť vôbec výhodné. Rovnako záleží aj na pozícii,
kde sa blokovaný slon nachádza. Na okrajoch hracej plochy je potreba menej figúrok na
blokovanie.
Pre ohodnotenie skontrolujeme všetky polia vedľa slona. O každom poli zistíme, či je
prázdne alebo obsadené a či je na kraji hracej dosky. Taktiež zistíme či sú vedľajšie polia
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Obrázek 6.3: Zablokovanie strieborného slona
vedľa skúmaného poľa obsadené. Na základe týchto informácii stanovíme mieru zablokova-
nia slona.
6.5 Hodnotenie podľa dosiahnutia cieľa
V tomto hodnotení sa skúma, či môže králik dosiahnuť cieľ hry v priebehu jedného ťahu.
Cieľ hry môže dosiahnuť sám bez pomoci, alebo s pomocou inej figúrky. Podporujúca figúrka
ho môže odmraziť na prvom poli alebo po ceste k cieli ak bude zmrazený. Tiež mu môže
poskytnúť podporu, aby mohol bezpečne prejsť pascou. V prípade, že je cesta v k cieli
zablokovaná, podporujúca figúrka môže odtlačiť alebo odtiahnuť súpera a tým uvoľniť cestu.
Vďaka štyrom možným krokom, pascám a zmrazovaniu existuje veľmi veľa možnosti ako
dostať králika do cieľa. Najjednoduchší spôsob implementácie by bol vygenerovať všetky
možné kroky a postupne hľadať cestu k cieľu. Tento spôsob by však bol časovo náročný
a preto bol zavrhnutý. Zvolili sme preto implementáciu pomocou rozhodovacích stromov.
Množstvo prípadov, ktoré môžu nastať robia rozhodovací strom veľký a komplikovaný na
implementáciu. Tabuľka 6.1 ukazuje počet prípadov, ktoré môžu nastať:




≤ 4 > 100
Tabulka 6.1: Počet možných prípadov do jednotlivého počtu krokov, zdroj [19]
Rýchlosť vykonávania je však vysoká. Ak králik môže dosiahnuť cieľ, hodnotenie vráti
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maximálnu možnú hodnotu, ktorá môže v ohodnocovaní nastať. Toto hodnotenie zväčšuje
hĺbku prehľadávania o ďalšie štyri kroky, čo je veľké zlepšenie. Taktiež napomáha k lepšiemu
radeniu ťahov.
6.6 Hodnotenie pascí
Kontrola nad pascami je v Arime veľmi dôležitá. Oplatí sa preto vyčleniť čas na ohodnotenie
situácie blízko pascí. V tomto hodnotení hľadáme pre každú pascu figúrku alebo figúrky,
ktoré je možné zajať do štyroch krokov. Pre každé možné zajatie vypočítame aký materiálny
zisk obdržíme. Nakoniec je vybraté zajatie s najväčším materiálnym ziskom. Uprednostňujú
sa tiež zajatia, ktoré vyžadujú menší počet krokov. Preto čím menej krokov zajatie vyžaduje,
tým väčší bonus pridáme k materiálnemu zisku.
Zajatie do štyroch krokov je možné, ak sa vedľa pasce nachádzajú maximálne dve súpe-
rove figúrky. Opäť existuje veľa možností, ktoré musia byť opatrne ručne ošetrené. Preto
sme znova zvolili implementáciu pomocou rozhodovacích stromov. V tomto prípade je mož-
ností zajatia figúrky menej ako možností v hodnotení podľa dosiahnutia cieľa. Tabuľka 6.2
zobrazuje počet možností.




≤ 4 > 40
Tabulka 6.2: Počet možných prípadov zajatia do jednotlivého počtu krokov, zdroj [19]
6.7 Hodnotenie podľa králičej obrany
Králiky sa používajú na obranu aj útok. V obrane sa králiky spolu s ďalšími slabými figúr-
kami snažia vytvoriť horizontálnu hradbu. Tým zabránia nepriateľským králikom dosiahnuť
cieľ. Pri tomto hodnotení sa postupne prejde každým králikom a skúma sa, či má v sused-
ných stĺpcoch na rovnakej alebo o jedna vyššej či nižšej rade priateľského králika alebo inú
priateľskú slabú figúrku. Ak áno, za každú takúto figúrku sa pripočíta bonus.
6.8 Hodnotenie podľa králičieho útoku
Králik by sa mal podporovať v útoku ale iba v prípade, ak na rovnakom stĺpci nestojí
súperova figúrka. Útok nie je rovnako dobrý, ak vo vedľajších stĺpcoch stojí silnejšia súperova
figúrka. V takom prípade by bol králik zmrazený a mohol by byť dotiahnutý do pasce.
Hodnotenie skúma, či môže hráčov králik bez pomoci dosiahnuť cieľ hry do ôsmich
krokov. Ak sa taký králik nájde, ku skóre bude pridaný bonus, ktorý závisí od počtu po-
trebných krokov. Čím menej krokov musí králik urobiť, tým bude bonus väčší. To podporí
králika v postupe dopredu.
Toto hodnotenie je implementované pomocou rozhodovacích stromov, ktoré sa využívajú
v hodnotení podľa dosiahnutia cieľa. To má výhodu, že sú skúmané aj nepriame cesty k cieľu.




Program je napísaný v programovacom jazyku Java. Preto je plne prenositeľný medzi všet-
kými operačnými systémami s podporou Javy. Program nevyžaduje žiadne špeciálne kniž-
nice. K pripojeniu k hernému serveru je potrebný voľne dostupný AEI kontrolér od Briana
Haskina [8]. Podrobné vysvetlenie použitých metód a algoritmov bolo v jednotlivých kapi-
tolách, preto uvádzame iba kostru programu a spôsob, ako subsystémy spolu komunikujú.
V kapitole tiež popisujeme použitú dátovú štruktúru bitové polia, ktoré slúžia na repre-
zentáciu hracej dosky a figúrok. Tiež sú vysvetlené jej výhody, spôsob zapisovania a mapo-
vania jednotlivých bitov na indexy hracej dosky.
7.1 Schéma programu
Program je rozdelený do niekoľkých logických celkov, ktoré medzi sebou komunikujú. Každý
celok zodpovedá za určitú vec. Hlavné časti programu sú:
• Engine – Hlavná časť celého programu. Prijíma príkazy od AEI kontroléru. Nasta-
vuje všetky premenné potrebné pre vyhľadávanie ako maximálna hĺbka prehľadáva-
nia, maximálny čas na odohranie ťahu atď. Po inicializačnej časti riadi vyhľadávanie
najlepšieho ťahu. Po skončení vyhľadávania odošle nájdený ťah kontroléru.
• Generate – Z aktuálnej pozície vygeneruje všetky možné jednoduché a zložené kroky.
Na základe rozboru v 4. kapitole sme implementovali generátor po krokoch. Ťahy sú
ukladané do obyčajného poľa, aby bolo generovanie rýchle.
• GameState – Obsahuje reprezentáciu hracej dosky a figúrok pomocou bitových polí.
Taktiež obsahuje ďalšie bitové polia, ktoré sú užitočné pri ohodnocovaní a generovaní
ťahov. Nachádzajú sa tu aj informácie o hráčovi na ťahu, hĺbke v akej sa pozícia
vyskytla a hashu pozície. Po odohraní ťahu sa všetky potrebné dáta aktualizujú.
• Search – Obsahuje implementáciu algoritmu Alpha-Beta, pomocou ktorého sa vy-
hľadáva najlepší ťah v hernom strome. Trieda tiež vykonáva tzv. tiché prehľadávanie,
ktoré bolo vysvetlené v kapitole 5.
• Evaluate – Trieda obsahuje statickú hodnotiacu funkciu, ktorá bola popísaná v ka-
pitole 6.
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• TrapEvaluator – Trieda, ktorá ohodnocuje situáciu pri pascach a zisťuje, či je možné
zajatie figúrky do maximálne štyroch krokov. Implementovaná je prostredníctvom
rozhodovacích stromov. Podrobne bola podrobne popísaná v 6. kapitole.
• GoalEvaluator – Táto trieda zisťuje, či môže králik dosiahnuť cieľovú radu do šty-
roch krokov. Cieľ môže dosiahnuť sám alebo s pomocou iných figúrok. Trieda je im-
plementovaná prostredníctvom rozhodovacích stromov. Podrobne bola popísaná v 6.
kapitole.
• Board – Táto trieda obsahuje metódy, pomocou ktorých je možný pohyb po hracej
doske. Ďalej metódy, ktoré pracujú s bitovými poliami a metódy pre zobrazenie hracej
dosky v textovom režime.
• TranspositionTable – Trieda obsahuje implementáciu transpozičnej tabuľky, ktorá
bola popísaná v 5. kapitole.
Na obrázku 7.1 vidno najdôležitejšie časti programu a aké informácie si medzi sebou
vymieňajú.
Obrázek 7.1: Schéma programu
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7.2 Bitové polia
Bitové polia sa často používajú v doskových hrách ako šach alebo dáma. Slúžia na reprezen-
táciu hracej dosky. Jedná sa o skupinu 64–bitových čísel s pevnou rádovou čiarkou. Každý
bit reprezentuje jedno pole na hracej doske a jeho hodnota predstavuje výskyt určitého
javu. Napríklad ôsmu radu na hracej doske môžeme zapísať hexadecimálnym číslom:
0xFF00000000000000
Hexadecimálny zápis je málo čitateľný preto môžeme využiť binárny zápis:
1111111100000000000000000000000000000000000000000000000000000000
Avšak oba tieto zápisy nie sú moc čitateľné a preto sa využíva zápis v tvare hracej dosky,
ktorý vyzerá následovne:
+-----------------+
8| 1 1 1 1 1 1 1 1 |
7| 0 0 0 0 0 0 0 0 |
6| 0 0 0 0 0 0 0 0 |
5| 0 0 0 0 0 0 0 0 |
4| 0 0 0 0 0 0 0 0 |
3| 0 0 0 0 0 0 0 0 |
2| 0 0 0 0 0 0 0 0 |
1| 0 0 0 0 0 0 0 0 |
+-----------------+
a b c d e f g h
S bitovými poliami sa manipuluje pomocou bitových operácii NOT, AND, OR, XOR
a bitové posunu. Tieto operácie značne urýchľujú generovanie ťahov a hodnotenie pozícii.
Ďalšia výhoda je, že program nemusí pracovať s každou figúrkou osobitne. Bitové polia sú
výhodné predovšetkým vďaka nízkej pamäťovej náročnosti a rýchlosti.
V našom programe využívame bitové pole o veľkosti dvanásť položiek na reprezentáciu
figúrok na hracej doske. Kedže v Arime je šesť druhov figúrok v dvoch farbách, každému typu
figúrky prislúcha jedna položka v bitovom poli. Ak vykonáme operáciu OR medzi všetkými
dvanástimi položkami, dostaneme kompletné rozostavenie figúrok na hracej doske.
V programe využívame aj ďalšie bitové polia na reprezentáciu figúrok rovnakej farby,
zmrazených figúrok, prázdnych polí na hracej doske atď. Tieto bitové polia sú nápomocné




Naskytuje sa viacero spôsobov ako mapovať jednotlivé bity na indexy na hracej doske.
V našom programe sme zvolili mapovanie, kde najmenej významný bit (LSB) bude repre-
zentovať index 0 na hracej doske a najviac významný bit (MSB) bude reprezentovať index
63 na hracej doske. Kompletné mapovanie vyzerá následovne:
+----+----+----+----+----+----+----+----+
8| 56 | 57 | 58 | 59 | 60 | 61 | 62 | 63 |
+----+----+----+----+----+----+----+----+
7| 48 | 49 | 50 | 51 | 52 | 53 | 54 | 55 |
+----+----+----+----+----+----+----+----+
6| 40 | 41 | 42 | 43 | 44 | 45 | 46 | 47 |
+----+----+----+----+----+----+----+----+
5| 32 | 33 | 34 | 35 | 36 | 37 | 38 | 39 |
+----+----+----+----+----+----+----+----+
4| 24 | 25 | 26 | 27 | 28 | 29 | 30 | 31 |
+----+----+----+----+----+----+----+----+
3| 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 |
+----+----+----+----+----+----+----+----+
2| 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 |
+----+----+----+----+----+----+----+----+
1| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
+----+----+----+----+----+----+----+----+
a b c d e f g h




Každá časť programu bola v priebehu vývoja dôkladne otestovaná. Priebežne bol program
testovaný lokálne ale aj na hernom serveri proti ostatným programom. Priebežné testovanie
slúžilo hlavne ako overenie, či sa pri vývoji postupuje správnym smerom. V týchto testoch
nešlo o dosiahnutie celkového víťazstva ale skôr o to, ako sa program zachová v dôležitých
situáciach. Jednalo sa hlavne o zajatie figúrok, bránenie pascí a riešenie situácii s možnosťou
dosiahnutia cieľa hry. Kapitola popisuje spôsob, akým boli nastavené váhy jednotlivých
zložiek hodnotiacej funkcie popísanej v 6. kapitole. V ďalšej časti kapitoly je popísané, ako
program obstál v hre proti ostatným programom na hernom serveri.
8.1 Nastavenie váh v hodnotiacej funkcii
Každá zložka hodnotenia má inú dôležitosť. Pre správne fungovanie hodnotiacej funkcie
ako celku je potrebné, aby boli jednotlivé zložky zosúladené. Všetky váhy boli v programe
nastavené ručne. Program bol následné testovaný na hernom serveri, kde spočiatku hral
proti slabším programom.
Na základe odohraných partií vyšlo najavo, že program dobre bráni svoju prvú radu
ale nepokúša sa o útočenie svojimi králikmi, aj keď majú pred sebou relatívne voľnú cestu.
Preto bola zvýšená váha hodnotenia podľa králičieho útoku. To podporilo králikov, aby
viac útočili a donútili súpera riešiť tieto hrozby.
Ďalšou časťou hodnotenia, ktorá bola skúmaná, je hodnotenie podľa dosiahnutia cieľa.
Ak nebolo toto hodnotenie aktívne, program si nebol vedomý veľkého množstva hrozieb,
keď mohol súper dosiahnuť cieľ hry. S týmto hodnotením program ďaleko skôr spozoruje
hrozbu a začne hľadať obranné ťahy. Rovnako lepšie program odhaľuje pozície, pri ktorých
sám môže dosiahnuť cieľ hry. Ak hodnotenie zistí možnosť dosiahnuť cieľ, vráti maximálnu
alebo minimálnu možnú hodnotu, akú môže hodnotiaca funkcia vrátiť. Závisí to od toho,
či môže dosiahnuť cieľ hráč alebo súper.
V priebehu testovania sme narazili na programy, ktoré hrali veľmi ofenzívne a posielali
takmer všetky figúrky dopredu. Tam vytvárali veľký nápor na pasce a našu prvú radu. Náš
slon bol ale vtedy na druhej strane šachovnice a tam hrozil slabším nepriateľským figúrkam.
Ďaleko viac potrebný bol vzadu pri bránení pascí. Preto sme museli znížiť bonus za kontrolu
vzdialenejších pascí, aby sa slon venoval aj bráneniu vlastných pascí.
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8.2 Herný server
Na hernom serveri sa nachádza 182 programov, ktoré sú k dispozícií na hranie. Každý
z programov je zameraný na určitú časovú variantu hry. Na časovú variantu dve minúty na
ťah sa tu nachádza 106 programov. Na túto časovú variantu je zameraný aj náš program.
Každý program je ohodnotený číselným hodnotením, ktoré určuje jeho silu. Hodnotenie
dostupných programov s časom na ťah 2 minúty sa pohybuje od 1000 do 2192 bodov.
Väčšina autorov vyvíja svoje programy niekoľko rokov, pričom každý rok nahrajú novú
verziu programu.
Náš program vystupuje na hernom serveri pod menom bot Eskymot2014CC [16]. Počas
testovania odohral na serveri 169 zápasov s 39 rôznymi programami. Z celkového počtu
odohraných zápasov 122 vyhral a 47 prehral. Z 39 programov dokázal 27 poraziť. Najsilnejší
program, ktorý dokázal poraziť bol bot Marwin2010P1 s bodovým hodnotením 1550 bodov.
Obrázek 8.1: Umiestnenie na hernom serveri
Graf 8.1 ukazuje ako si náš program počínal na hernom serveri. Na začiatku testovania,
keď hral proti slabším súperom vidno nárast bodového hodnotenia, až pokiaľ nenarazil na
silnejšie programy. Bodové hodnotenie sa postupne ustálilo medzi 1400 až 1500 bodmi. Ku




Cieľom tejto práce bolo oboznámiť s metódami, ktoré sa využívajú pri hraní hier s prvkami
umelej inteligencie. Demonštrovali sme to na doskovej hre Arimaa. Ukázali sme, prečo je
Arimaa náročná pre počítače, a prečo je vyzývajúca pre programátorov. Vytvorili sme
program, ktorí je schopný hrať na hernom serveri proti ľudom a ostatným programom.
Ukázali sme, prečo úspešne požívané techniky zo šachových programov, ako napríklad
databáza úvodných ťahov a databáza koncoviek, nie sú použiteľné v Arime.
Vo štvrtej kapitole sme vysvetlili rozdiel v generovaní ťahov po krokoch a po ťahoch.
Ukázali sme, prečo je generovanie po krokoch výhodnejšie. Tiež sme predstavili účinnú tech-
niku zvanú Zobrist key, ktorá sa používa na zabránenie opakovaniu pozícii pri generovaní
ťahov.
V piatej kapitole sme popísali techniky prehľadávania herného stromu. Na prehľadávanie
sme využili Alpha-beta orezávanie s postupným prehlbovaním a transpozičnou tabuľkou na
uchovávanie navštívených pozícii. Spolu tieto metódy predstavujú efektívny spôsob, ako
prehľadávať herný strom, a preto sa často používajú v podobných programoch. Ak budú
lepšie ťahy prehľadávané ako prvé, spôsobí to veľa orezaní a zmenšenie herného stromu.
Preto sme implementovali radenie ťahov. Do budúcna vidíme možnosť vytvoriť pokročilejšie
radenie ťahov, ktoré ešte viac urýchli prehľadávanie. Na zmiernenie efektu horizontu sme
implementovali tiché prehľadávanie.
V šiestej kapitole sme navrhli komplexnú hodnotiacu funkciu, ktorá sa skladá z mno-
hých zložiek. Kedže sila figúrok je v Arime relatívna, zvolili sme dynamické hodnotenie
materiálu. Na prehĺbenie vyhľadávania o ďalšie štyri kroky sme implementovali hodnotenie
podľa dosiahnutia cieľa a hodnotenie pascí. Tieto hodnotenia sme implementovali formou
rozhodovacích stromov, aby sme maximalizovali rýchlosť hodnotenia. Vytvorili sme aj po-
kročilé hodnotenia mobility, ktoré z dlhodobého hľadiska predstavujú veľkú výhodu. Patrí
medzi ne zajatie figúrky, zarámovanie a zablokovanie slona.
Jednotlivé váhy hodnotiacej funkcie sme nastavili manuálne. Na ich ideálne nastavenie je
však potreba veľké hráčske skúsenosti, ktoré nám zatiaľ chýbajú. Preto sa naskytá možnosť
využiť motivované učenie, pri ktorom si počítač sám nastaví váhy hodnotiacej funkcie.
Hodnotiaca funkcia by mala viac hodnotiť dlhodobý vývoj hry. Napríklad presun figúrok
na strategicky výhodné pozície v správny okamžik. Takáto hodnotiaca funkcia by však bola
veľmi náročná na zostrojenie a vyžadovala by veľké skúsenosti.
Na hernom serveri dosiahol náš program 1522 bodov. Nakoľko väčšina programov sa
vyvíja niekoľko rokov, sme s týmto hodnotením spokojní.
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• Popis tried programu a návod na spustenie.
• Technická správa vo formáte PDF a .tex súbory.
• Plagát k bakalárskej práci.
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