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Sammanfattning 
 
Kommunikation är inte alltid enkelt. Inom tekniska områden finns det flera olika aspekter som behöver tas i hänsyn 
när kommunikation mellan olika ramverk ska ske. Äldre system vill ibland kommunicera med nyare system vilket 
kräver att äldre teknik möter mer modern teknik. Det här examensarbetet riktar in sig på just detta, ett äldre system 
som behöver kommunicera med moderna gränssnitt.  
Målet med examensarbetet är att utföra en konvertering mellan två API:er och två ramverk. Konverteringen sker 
mellan två system, ett äldre och ett nyare. Med hjälp av intervjuer och genomgångar med handledarna från Advania 
undersöktes systemen och vilket tillvägagångssätt som behövdes för att genomföra konverteringen. Via det äldre 
systemet kunde viktiga aspekter identifieras, vilka datatyper som användes för kommunikation och hur systemet var 
uppbyggt. De viktiga aspekterna som identifierades hos det äldre systemet gjorde det enklare att förstå strukturen på 
det nya systemet och hur lösningen skulle anpassas. 
 
Efter undersökningarna gjorts och med förståelse för strukturen hos systemen kunde konverteringen genomföras. Det 
visade sig att konverteringen behövde en översättare mellan de två systemen. Översättarens roll är att tillåta 
kommunikation mellan systemen och kan liknas vid en tolk men i det här fallet är det två API:er och två ramverk 
istället för språk. Lösningen realiseras med hjälp av bland annat NuGET-paket och olika projekttyper. Översättaren 
implementerades som en webbtjänst vilket möjliggjorde en sammankoppling av lösningens inblandade komponenter 
genom användandet av en WSDL-fil. Efter konverteringen genomförts var det möjligt att använda översättaren på flera 
olika operativsystem. Windows 10 samt UnixSE testades och båda operativsystemen hade fullt stöd för 
funktionaliteten som implementerats genom den här lösningen. Det krävs inte mycket resurser för att utföra den här 
konverteringen i liknande system i framtiden. Det enda som krävs är att de funktioner som ska implementeras 
identifieras och att översättaren sätts mellan de system som behöver konverteringen. Översättaren kunde utföra 
konverteringen men svarstider ökade. Detta var inte något som behövdes ta i hänsyn men som behöver förbättras i 
framtiden.  
Examensarbetets resultat ger en grund för vidareutveckling i framtiden. Det finns förmodligen andra äldre system som 
behöver använda modernare API:er och ramverk och förhoppningsvis kan examensarbetets resultat underlätta liknande 
konverteringar. 
 
Nyckelord: konvertering, webbtjänst, REST API, plattformsoberoende, SOAP, översättare. 
 
 
 
 
 
 
 
Abstract 
 
Communication is not always easy. There are several different aspects within technical areas that need to be taken into 
account when communicating between different platforms. Older systems sometimes want to communicate with newer 
systems which requires older technology to meet more modern technology. This thesis focuses on an older system that 
needs to communicate with modern interfaces.  
The goal of this thesis is to perform a conversion between two APIs and two platforms. The conversion takes place 
between two systems, one older and one newer. Through interviews and walkthroughs with Advania's supervisors, the 
systems were investigated, and the approaches needed to implement the conversion were brought into consideration. 
Important aspects could be identified within the older system, such as which data types were used for communication 
and how the system was built. The important aspects identified in the older system made it easier to understand the 
structure of the new system and how the solution should be adapted. 
The conversion of the two systems was carried out after it was understood how the systems function. What was found is 
that a translator between the two systems is necessary for the conversion to be successful. The translator’s task is to 
allow the systems to communicate and can be compared to an interpreter helping two people communicate with the 
difference of it being two APIS and two platforms instead. The solution is realized using, among other things, NuGET 
packages and different project types. The translator was implemented as a web service, which enabled a connection of 
the components of the solution through the use of a WSDL file. After the conversion was completed, it was possible to 
use it on several different operating systems. Windows 10 and UnixSE were tested and both operating systems fully 
supported the functionality implemented by this solution. It does not require much resources to perform this conversion 
in similar systems in the future. All that is required is that the functions to be implemented are identified and that the 
translator is set between the systems that need the conversion. The translator could perform the conversion, but response 
times increased significantly. This was not anything that had to be taken into account, but it needs improvement in the 
future. 
The results of the thesis work provide a basis for further development in the future. There are probably other old systems 
that need to use more modern APIs and platforms. The results of the thesis work will hopefully facilitate similar 
conversions. 
 
Keywords: conversion, web service, RESTful API, platform independence, translator, SOAP. 
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Kapitel 1: Inledning 
 
I första kapitlet ges bakgrunden till detta examensarbete. Kapitlet beskriver examensarbetets syfte och vilka 
problemformuleringar som ska besvaras. Kapitlet tydliggör även vad som inte omfattas av examensarbetet.  
1.1 Bakgrund 
Advania är ett konsultföretag som finns i hela Norden och hjälper andra företag med IT-baserade lösningar. Advania har 
funnits i 36 år och har under dessa år gått under andra namn, till exempel Kerfi. Det här examensarbetet har genomförts 
på Advanias kontor i Malmö med ungefär femtio anställda. Advania har ett mångårigt samarbete med ett antal kunder 
och har investerat i utvecklingen av tjänster för sina kunder.  
Detta examensarbete genomförs i samarbete med Advania och har som ändamål att vidareutveckla ett biljettsystem som 
ägs av Advanias kund men som drivs och utvecklas av Advania. Kunden är ett företag som förblir anonymt i rapporten. 
Användarna av biljettsystemet är privatpersoner som använder en stationär terminal (biljettautomat) för biljettköp och 
och benämns 'användare' i denna rapport. Det finns två system i dagsläget. Ett gammalt system som kunden använder 
idag och ett nytt system som Advania utvecklar åt kunden. Hädanefter förkortas ‘biljettsystemet’ till ‘systemet’ för att 
underlätta läsningen och syftar på det gamla systemet. Det nya biljettsystemet kommer att kallas nya systemet. 
Det gamla systemet utvecklades under 90-talet och har i uppgift att hantera stora mängder biljettköp. Det gamla systemet 
använder sig av ett äldre protokoll som förkortas SOAP (Simple Object Access Protocol), det hanterar utbytet av 
biljettinformation mellan det gamla systemet och dess databas. Det gamla systemet använder sig av ett ramverk som 
heter .NET Framework 4.6.1. Ramverket stöds enbart på Windows operativsystem. Advania vill att det nya systemet ska 
stödja fler operativsystem, vilket kräver ett byte av ramverk. Det här är anledningen till att det inte är möjligt att gå direkt 
från det gamla systemet till det nya. En överblick av det gamla systemet visas i figur 1 och det nya systemet visas i figur 
2. 
  
Figur 1: Det gamla systemet. 
 
 
Figur 2: Det nya systemet.  
Det gamla systemet ska tas ur bruk och det nya systemet ska ersätta det .Huvudanledningen till att genomföra bytet är 
för att kunna använda det nya systemet på fler operativsystem än Windows. Bytet kommer ta lång tid att utföra och under 
tiden det utförs ska båda systemen vara aktiva. Om systemen inte kan användas under en längre tid kan kunden förlora 
stora summor pengar. Eftersom systemen använder olika protokoll och API:er behövs en översättare som kan tolka 
mellan dem. På grund av systemens omfattning har en mindre del av det gamla systemets funktioner valts ut som ska 
fungera med hjälp av översättaren. Om det inte är möjligt att få funktionerna att fungera med hjälp av översättaren ska 
istället funktionerna skrivas från grunden i det nya systemet och tillämpa REST. Det här bytet av system med hjälp av 
översättaren kommer att kallas för en konvertering från SOAP till REST API. I figur 3 visas hur båda systemen 
tillsammans med översättaren implementerad kommer se ut under övergångsperioden.  
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Figur 3: Under övergångsperioden kommer både det nya och gamla systemet att vara i bruk. 
I det här examensarbetet implementerades en översättare som tolkar data mellan SOAP protokoll och REST API. 
Översättaren är en webbtjänst utvecklad för ramverket .NET Core 2.0 som kan användas som en flexibel mall av Advania 
i framtida projekt. Med hjälp av översättaren kan systemen användas tillsammans med olika operativsystem, något som 
inte tidigare var möjligt.  
1.2 Syfte 
Syftet med examensarbetet är att möjliggöra ett utbyte av system, från det gamla till det nya. Under övergångsperioden 
ska examensarbetet se till att båda system kan köras parallellt och att resultatet av examensarbetet kan användas som 
mall för liknande framtida projekt. 
1.3 Målformulering 
Målet med examensarbetet är att undersöka om det är möjligt att göra en konvertering från ett SOAP till ett REST API 
och implementera detta med ramverket: Microsofts .NET Core 2.0. Om konverteringen är möjlig ska en förbestämd del 
av systemen konverteras. Isåfall ska det även undersökas om konverteringen går att använda som en mall för andra 
projekt. Om den inte är möjlig ska den förbestämda delen av systemen skrivas om till ett REST API från grunden 
där .NET Core 2.0 används som ramverk. 
1.4 Problemformulering 
Detta examensarbete ska besvara följande frågor:  
1. Går det att konvertera SOAP till ett REST API? 
2. Går det att använda konverteringen från olika ramverk genom Microsofts .NET Core 2.0?  
3. Vilka resurser kräver konverteringen? (tid, programvara etc.) 
4. Om konverteringen misslyckas, går det att skriva om SOAP till ett RESTful API? 
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1.5 Motivering av examensarbetet 
Detta examensarbete valdes utifrån intresset att arbeta med servrar som är kopplade till komplexa applikationer och 
databaser. Examensarbetet omfattar en intressant del av två system som använder sig av webbtjänster, API:er och olika 
ramverk. Det här examensarbetet är intressant för Advania eftersom de kanske inte kan använda resurser i dagsläget för 
att undersöka om den här konverteringen är möjlig. Förhoppningsvis kan arbetet användas för att underlätta arbetet med 
konverteringen.  
1.6 Avgränsningar 
Både av systemen kommer att valideras mot operativsystemet Microsoft Windows 10 och ett äldre operativsystem: 
UnixCentos 7.64x. Unix-operativsystemet kom ut på marknaden runt år 1970 [3]. Konverteringen ska testas på Unix 
eftersom det är ett äldre operativsystem och Advania menar att om systemen går att köra på Unix så är konverteringen 
möjlig. Vilket besvarar examensarbetets problemformulering. Både systemets prestanda och stabilitet är ingenting som 
examensarbetet behöver ta hänsyn till. 
Advania har avgränsat en del av systemen för konvertering. Den förbestämda delen syftar på fyra stycken funktioner. 
Avgränsningen blir att implementera funktionerna enligt följande prioritet (viktigast först):  
1. En funktion för att hämta identitet på vilken biljettautomat som används idag.  
2. En funktion för att hämta ut en lista med produkter som används idag. 
3. En funktion för att ta emot underlag till utskrift av kvitto som används idag.  
4. En funktion för att skapa en biljett som används idag. 
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Kapitel 2: Teknisk bakgrund 
 
Detta kapitel ger en förklaring av de olika komponenter som ingår i examensarbetet. Till exempel: Utvecklingsmiljöer, 
IDE:er och gränssnitt. 
2.1 Visual Studio 2017 Pro 
Visual Studio är en utvecklingsplattform som är baserad på programmeringsspråket C# och är utvecklingsmiljön som 
examensarbetet baseras på. Visual Studio är grunden till många produkter som finns idag, exempelvis mobilappar, spel 
och andra applikationer. Plattformen stödjer utveckling för flera olika ramverk, som .NET Framework, .NET Core 
och .NET Standard [4] [29].  
Visual Studio erbjuder goda möjligheter till samarbete. Om det finns ett projekt som är intressant på GitHub går det att 
ladda in projektet och börja utveckla det direkt. Detta tillåts genom att använda programvara som Microsoft inkluderar 
i Visual Studio, som till exempel Visual Studio Team Services (VSTS) [4][5] [29].  
VSTS tillåter hantering av kod som finns på exempelvis GitHub eller andra versionshanteringssystem. Det är lätt att 
använda VSTS eftersom ett Team Explorer fönster visas som tillåter en att hantera alla projektet som finns på 
versionshanteringssystemet. Med Team Explorer går det att branch:a av, pull-request:a, synkronisera, bygga projekt och 
hantera andra versioner av projektet samtidigt [4][5]. 
Visual Studio erbjuder möjligheten att koppla ihop sig med webbtjänster. Dessa tjänster hämtas i Visual Studio 
Connected Services och fungerar på så sätt att man kan använda webbtjänster som till exempel molntjänster och 
databasaccess i ett projekt som är under utveckling. För att kunna använda sig av Connected Services måste de rätta 
NuGET-paketen som förklaras i avsnitt 2.7 installeras med dessa services för att undvika att kompabilitetsproblem 
uppstår [4][5].  
När ett nytt projekt skapas i Visual Studio visas ett nytt fönster med alla slags projekt som finns att välja mellan. Exempel 
på olika slags projekt är: .NET Core, .NET Standard, Visual C++, Visual Basic, SQL Server, Visual F#, Javascript, 
TypeScript, Windows Universal, Windows Classic Desktop, Web och Office/SharePoint. När en av underrubrikerna 
valts går det att välja mer generellt vilken version av ramverk man ska utveckla i. Det kan vara projekt som till exempel 
använder sig av ramverken .NET Framework 4.5.2 och projektet kan vara antingen: Unit Test APP, Azure Cloud Service, 
Coded UI Test Project, Excel 2013, Outlook 2013, Azure WebJob, Azure Mobile app eller ASMX Web Service. När en 
av dessa väljs så autogenereras en kod som behövs för att kunna stödja just den valda projekttypen tillsammans med det 
valda ramverket [4][5].  
2.2 Microsofts .NET Core 2.0 
.NET Core 2.0 är designat till att skapa webbapplikationer, webbtjänster och webb API:er. Det som .NET Core 2.0 
erbjuder är följande [6][7][30]:  
1. .NET Core 2.0 stödjer utvecklingen av webbapplikationer med olika tjänster. Dessa tjänster är oftast 
importerade NuGET-paket. 
2. .NET Core 2.0 stödjer användning av vilket utvecklingsverktyg som helst baserat på Windows, macOS 
och Linux. Det är alltså inte avgränsat till Microsoft Studio.  
3. .NET Core 2.0 stödjer versionshanteringssystem som GIT eller att distribuera till molnet eller lokalt.  
Om .NET Core 2.0 kommunicerar med ett annat projekt som är utvecklat med .NET Framework, se avsnitt 2.5, kommer 
stödet till flera operativsystem i .NET Core 2.0 att förloras [6][7][30]. 
2.3 XML 
XML står för eXtensible Markup Language och är designat för att lagra och skicka data. XML är gjort för att vara 
självförklarande och enkel att förstå. Ett exempel på XML kan ses nedanför på figur 4 [8]: 
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Figur 4: Exempel på XML [24].  
Det som är viktigt att förstå med XML är att det enbart strukturerar och beskriver data. XML är endast ett sätt att 
kommunicera mellan program. XML används för att underlätta informationsutbytet mellan applikationer [8]. 
2.4 REST API 
Microsoft .NET Core 2.0 använder sig av REST API för att hantera data via webbtjänster. För att identifiera att en tjänst 
använder sig av ett REST API räcker det att undersöka länkens suffix. Länkens suffix kan till exempel vara: “/document/” 
se figur 5 [2]. 
 
Figur 5: Exempel på suffix som representerar REST. 
REST API används för att designa appar som använder sig av webbtjänster (se avsnitt 2.15). REST använder HTTP-
request som: “GET”, “POST”, “DELETE” och “UPDATE”, där var och en av dessa har en specifik uppgift [9]:  
1. GET 
• GET-requesten ser till att anropet skickas med ett antal parametrar och sedan inväntas ett svar 
tillbaka som innehåller antingen ett OK eller ett felmeddelande som beskriver felet. Det finns olika 
statuskoder i HTTP som REST API använder tillsammans med HTTP, dessa kan vara till exempel: 
“201 Created”, “404 Not Found”, “409 Conflict”. GET-requests används mest för att läsa data. 
2. POST 
• POST-requesten ser till att anropet skickas för att sedan behandlas i ramverken, i detta fallet .NET 
Core 2.0. POST hanterar all data som ska skapa nya inlägg i till exempel databasen. De olika 
statuskoder som POST implementerar är: “200 OK”, “404 Not Found or invalid”. 
3. DELETE 
• DELETE-requesten ser till att data som skickas med DELETE-request raderas och returnerar en 
statuskod som beskriver om det gick eller inte. Dessa statuskoder är: 405 Method Not Allowed, 200 
OK, 204 No Content och 404 Not Found.  
4. UPDATE 
• Datan som skickas med UPDATE-request används för att uppdatera informationen som skickades 
med och returnerar en statuskod på om det gick eller inte, dessa statuskoder är: 200 OK, 404 Not 
Found och 405 Method Not Allowed. 
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Figur 6: SOAP Request [10].  
Om en programvara använder sig av ett SOAP API och gör en SOAP-request, kommer requesten att likna det exempel 
på SOAP-request som visas i figur 4. Requesten skickas iväg till servern för att sedan få tillbaka ett XML-svar som 
måste tolkas via HTML. XML-svaret kommer att vara inneslutet som data i SOAP payload på liknande sätt som visas i 
appendix C [35]. 
Tittar man däremot på motsvarande REST-request kan det se ut som i figur 7. 
 
Figur 7: REST Request [10].  
Detta är en URL istället för en XML-fil. Den skickas till servern med hjälp av en GET-request och tillbaka från servern 
fås datan direkt, fri från någon slags inneslutna data som figur 7 visar. REST blir enklare att använda än SOAP eftersom 
det är lättare att skicka kortare meddelanden och blir snabbare att tolka för både klienten och servern som ses i figur 7 
& 8. 
 
Figur 8: REST data [11]. 
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2.5 Microsofts .NET Framework 4.6.1 
.NET Framework är ett ramverk som ska kunna köras på Windows-operativsystem. Det är ett bibliotek av olika 
funktioner som är anpassat för att kunna köras på Windows-operativsystem utan några konflikter mellan 
operativsystemet och systemet [12]. 
.NET Framework erbjuder bland annat följande möjligheter [12]: 
• .NET har möjlighet att använda funktioner oberoende av vilket utvecklingsspråkfunktionerna skrivna i, 
detta genom Connected Services [12].  
• .NET tillåter program som har blivit utvecklade inom miljön att kunna dela resurser på lika villkor 
mellan alla program. 
• .NET tillåter utbyte av information mellan två olika utvecklingsmiljöer utan konflikter mellan dessa. 
.NET Framework 4.6.1 stödjer webbtjänster på samma sätt som .NET Core. Det sker via en tjänst som finns i Visual 
Studio som heter Connected Services. Connected Services tillåter program i .NET Framework att koppla sig till en 
webbtjänst för att kunna använda dess funktioner. Det är inte alltid detta är möjligt utan måste ibland kompletteras med 
olika NuGET-paket som nämns i 2.7 [12]. Mer om NuGET-paket kan läsas i avsnitt 2.7. 
2.6 SOAP API   
SOAP är en webb API som möjliggör kommunikation mellan en databas och ett program. SOAP använder ett dataformat 
som heter XML. Formatet XML är en datastandard som togs fram 1996 [1][2].    
När första versionen av .NET Framework gavs ut år 2002 fanns det endast en känd webb API som var tillgängligt och 
detta var SOAP. Det här API:et har även inkluderats i nyare utgåvor av .NET Framework [12]. 
Ett SOAP-meddelande består av flera delar och några av dessa måste finnas med i ett SOAP-meddelande medan andra 
är valfria [1]. Ett SOAP-envelope är det yttersta lagret i ett SOAP-meddelande och innehåller elementet SOAP-body och 
ibland ett SOAP-header element. SOAP-headern behöver inte finnas i ett SOAP-meddelande men om den gör det 
används SOAP-headern för att skicka information om applikationen till mottagaren. Ett SOAP-body element är till 
skillnad från SOAP-headern obligatorisk och innehåller information som enbart är menad för den slutgiltiga mottagaren 
[11]. Informationen i en SOAP-header delas upp i block. Dessa kallas för SOAP-header block och innebär att datan är 
grupperad.  
2.7 NuGET Package 
NuGET är komprimerade filer som autogenereras när utvecklaren valt NuGET-paket som ska användas inom projektet. 
Det vill säga att utvecklaren bestämmer vilka NuGET-paket som ska finnas med i ett projekt. NuGET-paket innehåller 
kompilerad kod som stödjer vissa funktioner ett projekt möjligtvis saknar och behöver. NuGET-paket autogenereras och 
importeras till projektet via en NuGET-Manager som finns i Studio Pro [13].  
NuGET-paket ger stöd för utbyte av data mellan olika ramverk och utvecklingsmiljöer. NuGET-paket kan även användas 
för att få funktionalitet som saknas, till exempel ett bibliotek med funktioner för att beräkna avståndet mellan två punkter 
i en bild. NuGET-paket är något som användarna av Microsoft Visual Studio kan utveckla [13].  
Visual Studio Team Services är en funktion som ger tillgång till NuGET-paketets funktioner för alla utvecklare som 
håller på att utveckla ett NuGET-paket. Dessa funktioner blir publika för utvecklarna som har tillgång till Teamet [13].   
En server agerar som en punkt i uppkopplingen mellan NuGET-skaparen och NuGET-användaren. Figur 9 beskriver 
detta. Skaparen av en NuGET paketerar och bygger sitt projekt som sedan publiceras på nuget.org, där andra utvecklare 
kan söka efter NuGET-filer som finns och sedan installera dem på sitt .NET Project [13].  
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Figur 9, Flödet mellan NuGET och .NET Projekt. 
2.8 WSDL 
Ett WSDL-dokument skapas av vilken webbtjänst som helst när den är i bruk och är oftast autogenererad beroende på 
vilka funktioner som finns på webbtjänsten. WSDL förklarar vilka slags funktioner och variabler den tillhandahåller och 
kan användas i Visual Studio genom att namnet på en WSDL-fil anges i Connected Services [14]. 
Ett exempel på hur WSDL fungerar förklaras med hjälp av Appendix F; det finns en klient, som efterfrågar en vädertjänst. 
Server A används för att kunna hitta tjänster. Server A berättar att vädertjänsten finns på Server B. Sedan kontrollerar 
Server B hur och vilka metoder som krävs för att kunna kalla på tjänsten. När metoden anropas med “12345” som 
parameter, returneras ett SOAP svar med datan: “Cloudy with a chance of meatballs” [14][15].  
  
2.9 Dokumentation om C# 
C# är ett programmeringsspråk som används i detta examensarbete. C# används på .NET Framework ramverken. C# 
stödjer inkapsling, arv och polymorfism. C# har flera likheter med programmeringsspråket Java [16]. Java och C# är 
objektorienterade programspråk.  
Java stöds på fler ramverk än vad C# stödjer. Detta beror främst på att C# är implementerat med ett språk som heter 
MSIL, MSIL kommer inte att förklaras i detta examensarbete, mer information finns i källan för vidare läsning. MSIL 
konverteras till maskinkod djupt inne i CPU:n. Detta medför att vissa operativsystem inte stödjer just denna struktur. 
MSIL är en motsvarighet till Bytecode för Java-plattformen [17].  
2.10 Microsoft Windows Server 2012 R2 
Microsoft Windows Server 2012 är den server som kommer att användas som default hosting system. Den bygger och 
distribuerar serverbaserade program, vilket betyder att det går att använda detta system som server [18].   
2.11 Microsoft SQL Server 
Microsoft SQL Server är SQL-servern som används idag för att lagra informationen angående systemet som är i bruk. 
SQL-servern klarar av många transaktioner i minuten, men som mest hanterar den en mängd på ungefär 600 Mbit/s. 
2.12 Trello 
Trello är ett verktyg som har använts under examensarbetet. Alla arbetsuppgifter eller moment får ett kort i Trello. Man 
kan definiera kategorier som är etiketter som kan sättas på korten. Korten kan byta kategorier och läggas in i tabeller så 
att man kan visualisera arbetsflödet, se appendix B [19].  
2.13 Systemen 
Här presenteras det system som examensarbetet behandlar.  
2.13.1 Gamla Systemet 
Det gamla systemet är det system som kunden använder idag.  
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Det gamla systemet är uppbyggt av flera olika projekt, se figur 10. Det har skapats projekt i utvecklingsmiljön där varje 
projekt har en koppling till ett annat projekt genom importering av olika funktioner från specificerat projekt. Figur 10 
förklarar detta i mer detalj. Figur 10 visar det nya systemet, men det gamla systemet har samma upplägg. Det gamla 
projektet är samlat i en “Solution” i Visual Studio och i detta finns det projekt som till exempel Base, BL.BASE (…) 
DAL. Detta bygger på att dessa projekt kommunicerar med varandra för att få informationen där den behövs, detta 
medför även en viss säkerhet. “Central.WebServices” är platsen i Microsoft Visual Studio-projektet där den nya 
webbtjänsten existerar och den har ingen uppfattning om dessa projekt: BL.Base, Base, DAL. Det enda WebServices 
ska använda sig av är Central-projekten för att få tillgång till sökt information. Systemet som examensarbetet ägnar sig 
åt att skapa, alltså “WebApplication1”, ska endast kunna kommunicera med Central.WebServices och inget annat.    
 
Figur 10: Det nya systemet. 
Projekten är byggda på följande sätt: 
1. Central.WebService: Detta är gränssnittet för alla funktioner som existerar längre ner i projekten. Dessa 
funktioner visar endast vilken slags information som kan hämtas, den visar endast det och inget annat 
som kan avslöja hur funktionerna arbetar med varandra för att ta del av informationen. 
2. BL.Central: Här ligger alla funktioner som existerar och finns i webbtjänsten som Central erbjuder, det 
är alltså Centrals webbtjänst. Dessa funktioner är något som kan ändras och inte är fastbundna till något 
annat. “BL.Central” använder sig sedan av andra projekt. 
3. BL.Base: Här ligger alla funktioner som hjälper “BL.Central”. Det kan vara allt från att verifiera en 
kund till att kunna ta fram information angående en kund. 
4. Base: Base har hand om att kontrollera att data som systemet har och ska skickas till databasen är korrekt. 
5. DAL:en: Har hand om alla databastransaktioner. 
Det gamla systemet har en testapplikation där den gamla webbtjänsten används. Den gamla webbtjänsten är 
implementerad med .NET Framework 4.6.1 och har SOAP som utbytes API. 
Testapplikationen har ett GUI med olika knappar som representerar de fyra funktioner som detta examensarbetet ägnar 
sig åt att besvara. Denna applikation ska användas senare som testapplikation både för det gamla och för nya systemet 
som ska skapas.     
2.13.2 Nya Systemet 
Det nya systemet har en webbtjänst som Advanias kund inte använder sig av idag. Det är tänkt att utveckla webbtjänsten 
så att kunden kan använda den till biljettsystemet. Eftersom examensarbetet ska bygga på en ny webbtjänst ska denna 
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kunna stödja mobilapplikationer samt vara oberoende av vilket operativsystem som används. Det ska fungera på allt, 
2.13.1 förklarar också hur det nya systemet är uppbyggt med olika projekt.  
 
2.14 Service Reference 
Service Reference:en har i uppgift att importera en webbtjänst via webbtjänstens URL och hämtar funktionerna som 
webbtjänsten tillhandahåller. Webbtjänsten importeras via en URL där tjänsten existerar eller en WSDL-fil som 
representerar webbtjänsten.  
När en service reference importerar funktioner från en webbtjänst till ett projekt betyder det inte att funktionerna kommer 
att stödjas direkt, i vissa fall får man komplettera med NuGET-paket för att kunna ge full funktionalitet. 
För att sedan kunna använda sig av importen ska en ny instans av servicen initieras eftersom det krävs att servern där 
tjänsten befinner sig på fungerar och att utvecklaren känner till länkens URL. Oftast finns länken med i en 
konfigurationsfil där utvecklaren kan mata in länken.  
2.15 Webbtjänster 
En webbtjänst är en tjänst där olika funktioner med olika funktionalitet existerar vars specifikation av funktionaliteten 
är beroende på vilken webbtjänst som hämtats. En webbtjänst är starkt kopplat till WSDL, se avsnitt 2.8. Webbtjänster 
har fördefinierade funktioner som har utvecklats av utvecklaren av webbtjänsten, dessa funktioner kommer sedan till att 
användas när webbtjänsten är importerad in till projektet som har angivit den specificerade webbtjänsten [20]. 
Examensarbetet utnyttjar Microsofts utvecklingstjänster för att utveckla en webbtjänst och använder alltså inte Microsoft 
webbtjänster. 
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Kapitel 3: Metod 
 
Detta kapitel beskriver vilka metoder som använts för att besvara problemformuleringen. 
3.1 Utvecklingsprocess 
Kanban valdes som utvecklingsprocess för examensarbetet. Kanban-board:en struktureras efter ett antal kategorier [22]. 
De kategorier som valdes var:  
1. Behov: Uppgifter som möten eller kontakt med nyckelpersoner läggs in under denna kategori som en 
påminnelse.  
2. Viktiga Deadlines: Denna kategori samlar alla deadlines, till exempel datum för: leverans, presentation 
och opposition. 
3. Länkar: Denna kategori samlar alla länkar som kommer att användas eller har använts. Det här 
underlättar åtkomsten till varje länk. 
4. Frågor: Denna kategori samlar alla frågor som uppkommer under examensarbetets gång. 
5. Arbetstimmar: Denna kategori återger antalet timmar som lagts ner på alla moment för respektive 
examensarbetare.  
6. To Do: Denna kategori samlar examensarbetets moment, dessa delas upp i mindre uppgifter som är mer 
hanterbara. Uppgifterna utförs efter hand och när en uppgift är slutförd tas den bort från “To Do”. 
7. Doing: Denna kategori samlar de uppgifter som behandlas för tillfället. 
8. Done: Denna kategori samlar alla slutförda uppgifter. 
Med stöd från den använda utvecklingsprocessen bestäms det att arbetet ska delas in i tre perioder. Det här gjordes för 
att Kanban går ut på att dela upp arbete i mindre delar. Varje period består i sin tur av två faser. När en fas övergår till 
en annan görs det en återkoppling med handledarna på Advania där resultaten från föregående fas presenteras.  
Examensarbetet har använt sig av intervjuer för att samla information om systemet. Dessa intervjuer var 
semistrukturerade eller ostrukturerade. Tre handledare på Advania intervjuades med syftet att ge författarna en 
uppfattning om systemet. Korta löpande intervjuer med handledarna skedde under arbetets gång på kontoret hos Advania. 
Det utfördes fyra stycken intervjuer; två av intervjuerna var semistrukturerade och två var ostrukturerade. Semi-
strukturerade intervjuer betydde att frågor hade förberetts till dem som intervjuas men de fick svara fritt. Ostrukturerade 
intervjuer betydde att frågorna inte var förberedda utan ställdes efter behov, det här gjordes när ett område upplevdes 
som oklart av examensarbetarna. Handledarna som intervjuades var konsulter och utvecklare.  
3.1.1 Faser 
Examensarbetet delades upp i sex stycken faser. Vissa faser har mer samhörighet än andra och har därför blivit 
grupperade tillsammans i perioder. Figur 11 visar detta. I period 1 som beskrivs i avsnitt 3.2 och 4.2 finns faserna 
“Informationsinsamling” och “Undersökning”. I period 2 som beskrivs i avsnitt 3.3 och 4.3 finns faserna 
“Implementation i det gamla systemet” och “Implementera i det nya”. I period 3 som beskrivs i avsnitt 3.4 och 4.4 finns 
faserna “Sammanställning” och “Avslutning”. Faserna förklaras kortfattat i listan:  
1. Informationsinsamling: I denna fas gjordes en insamling av information för att få en grundläggande 
förståelse av det gamla och nya systemet. Detta är startfasen av examensarbetet. I nästa fas undersöktes 
informationen från denna fas. 
2. Undersökning: I denna fas undersöktes möjligheten till att få ramverken som används av systemen 
idag, .NET Framework 4.6.1 och .NET Core 2.0 samt API:erna, REST och SOAP, att samverka. Fas 2 
baseras på fas 1 och används som underlag för att dra slutsatser om API:ernas samverkan. Om det visar 
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sig att konverteringen är möjlig ska fas 3 bestå av implementation, annars ska fas 3 bestå av att skriva 
om nya systemet från början. Fas 2 har använts som beslutsunderlag för fas 3. 
3. Implementation i det gamla systemet: I denna fas implementerades en funktion från det gamla systemet 
i översättaren eftersom översättaren måste veta vad den ska översätta i förväg. Det här medför att 
översättaren kan översätta information från det gamla systemet till det nya systemet och exportera datan 
som passerar översättaren i REST-format. Denna fas ska användas för att bekräfta att informationen från 
fas 2 har använts på ett korrekt sätt och att det går att implementera enligt informationen som tagits fram 
i fas 2. Sedan kommer informationen i denna fas användas som beslutunderlag när beslut tas i fas 4.  
4. Implementera i det nya systemet: I denna fas implementerades de funktioner som definierats i avsnitt 
1.6. Implementeringen görs i det nya systemet. Som mönster användes implementationen av 
funktionerna i det gamla systemet. Det nya systemet kontrollerades i den här fasen genom att testa 
funktionaliteten på andra operativsystem än Windows, till exempel Unix. I den här fasen undersöktes 
även hur det nya systemet hanterade konverteringen.   
5. Sammanställning: I denna fas sammanställdes viktig information för att underlätta rapportskrivningen.  
6. Avslutning: Denna fas bestod av rapportskrivning och förberedelser för presentation. 
 
Figur 11: Faser och perioders samhörighet. 
3.2 Period 1 
I Period 1 beskrivs de metoder som använts i faserna “Informationsinsamling” och “Undersökning”. 
3.2.1 Informationsinsamling 
Första fasen är en inlärningsfas. Detta medför att förberedelser inför systemutvecklingen sker genom att studera det 
gamla systemet. Handledarna på Advania försåg examensarbetarna med den information som behövs för att förstå 
systemet. I uppstarten av projektet har intervjuer med Advanias chefer och handledare varit den primära 
informationskällan. Det var mellan två till fyra personer som intervjuades. Antalet intervjuer är inte dokumenterat 
eftersom det skedde flera korta intervjuer där informationen som eftersöktes direkt användes för att till exempel lösa ett 
problem. Intervjuerna hölls muntligen ansikte mot ansikte. En del frågor ställdes till handledarna via mejl men dessa kan 
inte räknas som intervjuer. Intervjuer har också genomförts under andra delar av arbetets gång. Frågorna som ställdes på 
intervjuerna var öppna, med syfte att konkretisera de centrala detaljerna av systemets olika komponenter och vilken eller 
vilka databaser som används. Intervjuerna dokumenterades inte ordagrant men de viktigaste områden som diskuterades 
dokumenterades i Trello. Se appendix B. Det som dokumenterades utöver den information som tagits fram på intervjuer 
var även anteckningar om vad som gjorts varje dag. De här anteckningarna innehåll information om bland annat problem 
och hur de löstes samt hur de kan påverka arbetets gång. Under vissa intervjuer ritades figurer på en whiteboard för att 
underlätta inlärningen, den information som visades grafiskt dokumenterades med hjälp av att ta fotografier av dessa 
med en av examensarbetarnas kamera. 
Handledarna från Advania användes som källa för stor del av informationen som insamlats, i synnerhet informationen 
från intervjuerna. Eftersom Advanias personal besitter kunskap om systemen och problemen som behöver lösas, ansågs 
den informationen vara tillförlitlig. När problem uppstod togs relevant kurslitteratur till hänsyn tillsammans med viss 
information från källor på internet. Det var till exempel dokumentation om SOAP, REST, databasen och 
programmeringsspråket C# som studerades. 
15 
 
 
Utöver dokumentation studerades databasen för att ge en insikt i hur systemet är uppbyggt. Databasen var omfattande 
och genomsöktes därför inte från början till slut. Istället letades tabeller upp genom sökning efter relevanta tabellnamn. 
När ett antal relevanta tabeller identifierats studerades deras innehåll för att bedöma vilken roll de har i systemet. 
3.2.2 Undersökning 
I undersökningsfasen kontrolleras det gamla systemet och dess testapplikation som nämnts på första raden i avsnitt 2.13.1 
med hjälp av informationen som tagits fram i fasen informationsinsamling. Ett nytt projekt i Microsoft Visual Studio 
skapades för det gamla systemet och ska agera som översättare. Projektet har rollen att kontrollera om en konvertering 
är möjlig genom att testa översätta POST till REST från det gamla systemet.  
Testapplikationen testas för att kontrollera att testapplikationen fungerade. Under testningen uppmärksammades att 
testapplikationen var kopplad till en service reference. Denna hade en URL till en webbtjänst som importeras till det nya 
projektets service reference. Detta medförde att ett nytt paket “Reference.cs” importerades till det nya projektet som kan 
ses i figur 12. 
 
Figur 12: Ett exempel på Service Reference. 
Paketet som hade importerats till det nya projektet var okänt vilket krävde att det undersöktes. Tester gjordes på paketet 
för att ta reda på hur funktionerna som finns i “Reference.cs” ska kunna återskapas i översättaren. Testningen gick ut på 
att välja en funktion som finns “Reference.cs” och anropa den för att senare studera det som returnerades från 
funktionsanropet. När testerna genomförts gjordes en omskrivning av funktionerna för att de skulle kunna användas i 
det nya projektet. 
När testningen gjorts på paketet “Reference.cs” och det var klargjort hur dess innehåll ska användas behövde översättaren 
testas. Detta gjordes genom att testa den testapplikation som existerade i projektet. Eftersom testapplikationen hade 
funktioner som visade att den valda webbtjänsten fungerade, skulle även översättarens webbtjänst uppfylla de kriterierna 
som testapplikationen hade. Den dynamiska länken som service reference har för den gamla webbtjänsten ändras via en 
konfigurationsfil till webbtjänsten som översättaren tillhandahåller. Det här är sista steget i fasen, se Appendix D. 
3.3 Period 2 
Period 2 omfattar faserna “Implementation i det gamla systemet” och “Implementera i det nya systemet”. 
3.3.1 Implementation i det gamla systemet 
Det gamla systemet studerades för att identifiera funktionerna som är relevanta för problemformuleringen. Fyra 
funktioner identifierades: “GetInformation”, “GetProductList”, “GetTicketInfo” och “AddTicket”.  
Funktionen “GetInformation” studerades först enligt de avgränsningar som definierats i avsnitt 1.6. Det undersöktes hur 
den fungerade och vilken slags information som returnerades när den anropades. Det visade sig att funktionen 
“GetInformation” uppfyllde kriterierna för “Funktion 1” som definierats i avsnitt 1.6. På grund av detta studerades 
funktionen och ett försök gjordes att använda den i översättaren.  
Det gamla systemets webbtjänst importeras till översättaren och det görs ett försök att få dessa att kommunicera. Detta 
görs via Service Reference klassen: “Reference.cs”, vilket innehåller funktionerna som finns i webbtjänsten. I 
webbtjänsten finns funktionen GetInformation och det går att utnyttja den för att etablera kommunikationen mellan 
ramverken.  
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Testningen för GetInformation görs via testapplikationen. Den har två ID:n som används för att testa systemet, “AL1” 
och “AL2”. Skillnaden mellan dessa ID:n får ej avslöjas på grund av sekretess. Testningen görs genom att testa 
funktionaliteten individuellt för respektive ID.  
För att få översättaren att kommunicera med det gamla systemet studerades NuGET-managern. Detta gjordes genom att 
undersöka det gamla systemets komponenter vilket gjorde det möjligt att identifiera vilka NuGET-paket den använde 
sig av.  
3.3.2 Implementation i det nya systemet 
Katalogstrukturen för det nya systemet visas i Figur 13. 
 
Figur 13: Katalogstruktur för det nya systemet. 
Undersökningen av det nya systemet gjordes på samma sätt som undersökningen för det gamla systemet. Ett nytt projekt 
skapas för att agera som översättare. Det fanns ingen testapplikation för det nya systemet.  
Det nya systemet analyserades grundligt vilket medförde att olika nyckelpunkter identifierades. Analysens syfte var att 
identifiera de huvudfunktioner som definierats i 1.6. När dessa hade identifierats kunde funktionen “1: GetInformation” 
implementeras i översättaren.  
Det gamla systemets testapplikation användes i fasen “Implementation i det gamla systemet” för att testa funktionalitet 
hos översättaren. Eftersom det nya systemet inte hade en testapplikation gjordes all programmering i front-end. 
Ytterligare en anledning att programmeringen gjordes i front-end var för att underlätta felsökning och för att kunna 
använda det inbyggda debug-läget i Visual Studio för att testa översättaren. 
3.4 Period 3 
Period 3 innehåller faserna “Sammanställning” och “Avslutning”.  
3.4.1 Sammanställning 
Informationen från föregående perioder sammanställdes och användes för att slutföra rapportskrivningen. Informationen 
som finns i Trello har använts i denna fas av arbetet. Informationen återfinns i källförteckningen, tillsammans med annat 
material som använts under examensarbetet. 
3.4.2 Avslutning  
I den sista fasen av examensarbetet förbereds presentationen av arbetet samt opponering.  
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3.5 Källkritik 
Majoriteten av källorna kommer från hemsidor. Källorna kommer att beskrivas kort i detta avsnitt:  
1. Blog Versionone 
Källan för Blog Versionone är [2]. Blog Versionone är en hemsida där en blogg av Josh Gough 
skrivs. Det finns ingen information angående Josh och därför anses denna källa som inte pålitlig. 
Denna källa användes för att ge examensarbetarna bredare och djupare kunskaper om hur REST 
fungerar.  
2. Code Project 
Källan för Code Project är [25]. Codeproject är en hemsida där artiklar kan skrivas av olika 
författare. Den använda artikelns författare heter Amir Dashti. Amir skriver om Async/Await 
som behandlar den synkrona delen av examensarbetet. Det som Amir har skrivit har testats och 
det fungerade vilket gör källan pålitlig. 
3. Code Tutsplus 
Källan för Code Tutsplus är [27]. Code Tutsplus är en hemsida för en blogg av Patkos Csaba. 
Csaba är en utvecklare som jobbar på företaget Syneto. Denna källan kan anses pålitligt 
eftersom Csaba är utbildad inom sitt område. Källan berör SRP.  
4. Cisco 
Källorna för Cisco är [11, 37]. Dessa källor behandlar hur XML används tillsammans med 
SOAP för att kunna återskapa SOAP-meddelanden. Denna källan anses pålitlig eftersom dess 
information stämde mycket väl överens med observationer under arbetet.   
5. Discord 
Källan för Discord är [21]. Discordapp.com är en hemsida som behandlar applikationen Discord. 
Denna hemsida skrivs av skaparna av Discord och kan därför anses som pålitlig. 
6. Elkstein 
Källan för Elkstein är [10]. Elkstein är en blogg skriven av Dr. M. Elkstein. Det finns ingen 
information angående denna individ och därför anses inte denna källa vara pålitlig.  
7. Läroböcker 
Läroböckerna som använts var källor [22, 28, 29, 30]. Eftersom dessa är läroböcker som 
granskats innan de publicerats av ett förlag anses dessa källor vara pålitliga. Källorna [22, 28] 
har dessutom använts som kurslitteratur vilket ytterligare stärker deras trovärdighet. 
8. Microsoft 
Microsoft's källor [4, 5, 6, 7, 12, 13, 16, 17, 18, 23, 31], har under examensarbetet använts för 
att utveckla vissa funktioner som till exempel: GetInfo, GetProductList, AddTicket och 
GetPrintTickets. Eftersom den information som hämtades från de här källorna har fungerat 
under examensarbetet kan de betraktas vara pålitliga. Microsoft är ett företag vilket har sitt bästa 
intresse i att framhäva positiva aspekter av sina produkter. Det här kan medföra att vissa 
negativa aspekter av produkterna inte framkommer lika tydligt. Microsoft riskerar att skada sitt 
rykte om de er ut information som sina produkter som inte stämmer vilket ytterligare stärker 
källans förtroende. 
9. Nuget 
Källan för Nuget är [13]. Nuget är en hemsida som är skapat av Microsoft och är därför pålitlig.  
10. Oracle 
Källorna för Oracle är [11, 37]. Oracle är en hemsida för Java och dess utveckling, just denna 
källa behandlar hur kan Java användas tillsammans med SOAP. Samma gäller här som för 
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Microsoft, om de ger ut falsk information om sina produkter riskerar deras rykte att skadas, den 
här källan anses därför vara pålitlig.  
11. Restapitutorial 
Källan för Restapitutorial är [9]. Restapitutorial är en hemsida som har information angående 
REST och SOAP. Denna hemsida användes under utvecklingen för att förstå REST och SOAP 
i detalj. Denna hemsida kan anses som pålitlig eftersom informationen som hämtades härifrån 
testades genom att använda det i systemet.  
12. Slideshare 
Källan för Slideshare är [15]. Slideshare är en hemsida som har information angående WSDL 
och SOAP. Denna hemsida användes under utvecklingen för att förstå REST och SOAP i detalj. 
Denna hemsida kan anses som pålitlig eftersom informationen som hämtades därifrån kunde 
testas i praktiken under examensarbetet och den var korrekt. 
13. Trello 
Källan för Trello är [19, 24]. Trello är en tjänst som används för att definiera och hantera en 
Kanban-board och eftersom handledarna på kurser vid LTH rekommenderar detta verktyg anses 
det vara pålitligt. 
14. Unix 
Källan för Unix är [3]. Denna hemsida är originalkälla till operativsystemet Unix och kan därför 
anses som pålitlig. 
15. W3 
Källorna för W3 är [1, 8, 20]. W3 är en hemsida som har dokumentation angående vissa 
standarder för IT. W3 är välkänt inom IT och är därför en pålitlig källa. 
16. W3Schools 
Källan för W3Schools är [14]. W3Schools är en källa som har information angående vissa 
standarder för IT. W3 är välkänt inom IT och är därför en pålitlig källa. 
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Kapitel 4: Analys 
 
Detta kapitel beskriver vilka beslut som togs under arbetets gång och motiverar dessa.  
4.1 Period 1 
Period 1 innehöll faserna “Informationsinsamling” och “Undersökningen”. Detta avsnitt beskriver den analys som 
utfördes under period 1 och resultaten under period 1. 
4.1.1 Informationsinsamling 
Handledarna på Advania hade redan försett examensarbetarna med information angående de två systemen. 
Examensarbetarna inledde därför arbetet genom att studera dokumentation för SOAP och REST tillsammans med 
dokumentationen för .NET Framework 4.6.1 och .NET Core 2.0, det här gav ökad förståelse för dessa plattformar. Det 
visade sig att det redan var ett känt problem att göra konverteringen mellan SOAP och REST samtidigt som .NET 
Framework 4.6.1 byts ut mot .NET Core 2.0. Problemet är att det inte finns ett sätt att fullborda konverteringen utan 
någon ändring i systemens struktur och om det var möjligt skulle betydelsefull information förloras. Exempel på innehåll 
som .NET Framework stöder men .NET Core inte klarar av är ASP.NET webbformulär applikationer [31]. Det här kan 
liknas vid övergången från IPv4 och IPv6, för att IPv6 ska kunna ta emot IPv4-requests måste IPv6-paket konverteras 
till ett IPv4-paket. När paketet konverteras förloras betydelsefull information som IPv6 inkluderar, men inte IPv4[28]. 
Detta är ett konkret exempel på hur en översättning från SOAP till REST kan gå till med de underliggande plattformarna 
i åtanke [28].  
Den givna SQL-databasen designades under 1990-talet och har sedan dess utökats efter behov. Analysen försvårades av 
att databasen var mycket stor och innehöll data som inte var relevant för detta examensarbete. Det här beror på att 
databasen växt med årens gång, det hade varit fördelaktig att använda en databas med endast relevant innehåll. 
Omstrukturering av en databas av den här storleken skulle vara tidskrävande och kunde således inte utföras under det 
här examensarbetet. 
Att Advania vill uppnå flexibilitet med systemet kan anses vara en god idé men är inte nödvändigtvis viktig. Systemet 
som finns idag fungerar som det ska. Det Advania har problem med just nu är att systemet inte kan köras från till exempel 
applikationer på telefon eller andra mobila enheter. Arbetet blir en långsiktig lösning för systemet om den någonsin 
skulle behöva stödjas från till exempel mobilapplikationer. Detta hade dock kunnat lösas på andra sätt att göra en 
konvertering mellan det gamla och nya systemet. Ett exempel är att man skulle kunna ha utvecklat en webbtjänst som är 
specificerad för applikationer som använder samma databas och som är skriven i ett annat ramverk än .NET Framework 
4.6.1.  
Från den här fasen överförs mycket information, bland annat riktlinjer att förhålla sig till och förståelse för vad som ska 
genomföras. Riktlinjerna var:  
1. Ett underlag för hur utvecklingen skulle ske togs fram. Det här underlaget följdes för att optimera 
användningen av tiden som tillbringades på kontoret. Ett exempel på detta var att när ena 
examensarbetaren programmerade skulle den andra leta efter lösningar på eventuella problem som hade 
uppstått. 
2. Dokumentationen av arbetet skulle ske i Trello. 
4.1.2 Undersökning 
Handledarna på Advania tillhandahöll en kopia av det gamla systemet och dess databas. Detta underlättade 
arbetsprocessen. Systemet var utvecklat i .NET Framework 4.6.1 och använde sig av API:et SOAP som 
kommunikationsstandard för SQL-Servern och det kunde inte ändras. Examensarbetarna föreslog att man skulle byta 
till .NET Standard men det var inte en lösning som godtogs av Advania. 
Informationen om systemet från fas 1 användes för att genomföra undersökningen i denna fas. Undersökningen som 
förklarades i avsnitt 3.2.2 gav tillsammans med datan som visats i testerna, en förståelse för hur systemet arbetar. På 
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grund av sekretesskäl kan inte en sammanställning av testernas resultat visas. Det här steget kan anses vara kritiskt 
eftersom det nu identifierades något som kommer refereras till som nyckelpunkter. Utan det här steget skulle det vara en 
utmaning att utveckla och slutföra det nya systemet inom tidsramen för examensarbetet. 
Eftersom det var viktigt att undersöka gamla systemet först gjordes det en allmän överblick över hur alla komponenter 
hänger ihop med varandra. Som nämnt i metodkapitlet undersöktes det äldre systemet först. Detta var viktigt eftersom 
nyckelpunkterna för det gamla systemet identifierades. Det nya och gamla systemet är lika varandra i flera avseenden 
och därför kan den här informationen om nyckelpunkter användas längre fram i examensarbetet. Nyckelpunkterna 
tillsammans med systemet användes för att ta reda på hur .NET Framework 4.6.1 arbetar med SOAP för att göra det här 
informationsutbytet.  
Följande nyckelpunkter identifierades hos det gamla systemet: 
1. Den första nyckelpunkten var att systemet var uppbyggt av flera projekt som var beroende av varandra. 
Syftet med projekten var att uppnå en struktur i lösningen. Ett projekt består av flera klasser som 
använder andra klasser inom samma eller andra projekt inom samma lösning. Strukturen såg ut enligt 
följande:  
• Det fanns en back-end, som representerar databasen. Detta projekt var uppbyggt av klasser som 
innehöll metoder som kunde läsa och skriva till databasen. 
• Det fanns ett projekt som var placerat i mitten av strukturen. Detta projekt var uppbyggt av 
klasser som tillåter stöd av back-end och front-end projekten. Klasserna innehöll metoder som 
sammankopplade back-end och front-end projekten. Ett exempel på när det här mittersta 
projektet används är när front-end ska skicka biljettinformation till back-end men utan att 
använda en direkt koppling. 
• Det fanns en front-end som agerade som GUI och applikation för biljettköp. Front-end projektet 
är uppbyggt av klasser som gör det möjligt att läsa och skriva information till slutanvändaren.  
2. Den andra nyckelpunkten var att det gamla systemet har en webbtjänst som implementerar olika 
funktioner som det gamla systemet använde sig av. Det här var något Advania hade implementerat 
tidigare för att underlätta arbetsflödet när funktionerna skulle användas på olika platser i Sverige. 
Funktionerna kopplade ihop databasen med det gamla systemet som sedan användes för att tolka och 
presentera data från databasen i ett XML-format. Detta visade att systemet använde sig av SOAP för att 
presentera sin data eftersom SOAP hanterar data i XML-format [11]. 
3. Den tredje nyckelpunkten var att databasen lästes via Visual Studio Pro. Systemet har hjälpfunktioner 
för att tolka olika värden från databasen. Dessa funktioner skulle kunna vara till 
exempel: ”GetInformation, GetData, GetTicket”. Funktionerna existerade för att underlätta 
informationshämtning från databasen. 
 
 
Det nya systemet ska fungera likadant som det gamla systemet med avseende på nyckelpunkternas innebörd. 
Nyckelpunkterna utgjorde därför grunden för hur konverteringen skulle genomföras, systemen liknar varandra och de 
här viktiga aspekterna i gamla systemet användes som riktlinjer för utvecklingen. 
Testapplikationen som nämndes i metodkapitlet som hade utvecklats av Advania användes till att testa systemet för att 
ge en överblick över hur systemet arbetar. Testapplikationen är ett program som illustrerar hur systemet arbetar och hur 
datan hanteras. Man kan mata in viss information, till exempel vilken funktion som ska testas. Funktion 1 som hämtar 
information om vilken enhet som används kunde väljas som exempel och i detta fall sparade testapplikationen ned 
information om vilken data som skickades och togs emot av systemets olika delar när funktionen anropades, figur 14 
visar ett exempel på hur en test-biljett kan se ut. Man kunde tydligt se hur XML-data returnerades från systemet och 
detta kunde användas för att dra slutsatser om hur examensarbetets frågeställning skulle besvaras, se figur 15. 
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Figur 14: Exempel på en biljett från databasen. 
 
Figur 15: Sekvensdiagram för exempel på dataflöde hos testapplikationen.  
Från den här fasen tas det med viktig information, bland det viktigaste var nyckelpunkterna. Att kunna se vilken data 
som skickas och returnerades från systemet vid användandet av olika funktioner ökade förståelsen för vad som behöver 
göras i konverteringen.  
4.2 Period 2 
Detta avsnitt behandlar faserna “Implementation i det gamla systemet” och “Implementera i det nya”. Detta delkapitel 
har till uppgift att ge läsaren en uppfattning av hur dessa delar av examensarbetet analyserades. 
 
4.2.1 Implementation i det gamla systemet 
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I examensarbetet används programmeringsspråket C#. Ingen tidigare erfarenhet av språket fanns före arbetets början, 
detta har dock inte upplevts som ett hinder eftersom det liknar programmeringsspråket Java, se avsnitt 2.9. Det fanns 
ingen möjlighet att använda ett annat programmeringsspråk på grund av systemets förutsättningar.  
Examensarbetet använde en testversion av systemets riktiga databas. Under arbetet med testdatabasen gjorde Advania 
en systemuppdatering av databassystemet. Systemuppdateringen resulterade i att arbetet angående fiktiva biljetter 
förlorades, men detta var ingen större förlust eftersom biljetterna kunde återskapas. 
Analysen av de fyra funktionerna som identifierades i avsnitt 3.3.1 visar hur respektive funktion arbetar för att returnera 
ett svar på anropet. Det uppmärksammades att varje funktion hade en specifik arbetsuppgift och följde designprincipen 
SRP som står för “Single Responsibility Principle”. SRP går ut på att en funktion endast utför en uppgift i systemet. 
Examensarbetarna tog beslutet att fortsätta implementera framtida funktioner i systemet enligt SRP-metoden [27]. 
En av de fyra funktionerna, “1. GetInformation”, skulle implementeras enligt examensarbetets avgränsningar. När 
funktionen anropades observerades det att funktionen kräver en specifik parameter för att kunna returnera information. 
Parametern berättar vilket “ID” som anropar funktionen, utan korrekt ID resulterade anropet i att inget returnerades. 
Analys av detta visade att det krävdes ett av följande två ID:n, “AL1” eller “AL2”. Dessa två ID:n ger olika resultat 
beroende på vilket ID som är aktivt i applikationen. Vad som är annorlunda med resultaten får inte avslöjas på grund av 
sekretess. 
Det gamla systemet använder sig av NuGET-paket för att få funktionerna till att fungera. Utan NuGET-paketen går det 
inte att få någon slags respons på systemets funktioner och systemet klagar på att vissa bibliotek saknas. Analysen visar 
vilka NuGET-paket som det gamla systemet använder sig av. Beslutet om vilka NuGET-paket som ska användas 
tillsammans med översättaren tas baserat på vilka paket som används för det gamla och nya systemet. De NuGET-paket 
som väljs blir en grund i översättaren som tillåter kompabilitet mellan ramverken. 
Vissa delar av källkoden för Översättaren var så kallade “hårdkodade” delar. Det här var en icke önskvärd egenskap hos 
systemet eftersom det kan bli ett hinder i framtiden. Koden analyserades tillsammans med handledare på Advania och 
sedan åtgärdades problemet. Det som analyserats i den här fasen användes sedan i nästa fas för att undvika att samma 
problem upprepas och för att följa designprincipen SRP. 
4.2.2 Implementera i det nya systemet 
En veckas arbete användes på det gamla systemet för att komma fram till om det gick att konvertera systemet. Det nya 
systemet hade fler projekt än det gamla systemet och var mer komplext. En webbtjänst existerade i det nya systemet men 
den kunde inte hämta biljetter eller hantera dessa på samma sätt som det gamla systemet. Om det nya systemet hade haft 
liknande tillgång till möjligheten att hämta biljetter och hantera dem som det gamla, hade frågeställningen kanske kunnat 
lösas på ett enklare sätt.  
I förundersökningen analyserades alla projekt som ansågs viktiga. Det togs ett beslut som visade sig vara synnerligen 
viktigt, att vänta med utvecklingen tills större delen av den viktiga koden identifierats. När koden blivit identifierad 
började utvecklingen av funktion 1. Om utvecklingen hade påbörjats för tidigt hade det varit stor risk att onödigt arbete 
utförts. Utöver att spendera tid i onödan hade det kunnat leda till problem, till exempel att repetitiv kod måste revideras. 
Många av test-sessionerna gick ut på att testa systemen tillsammans med funktionerna som beskrivs i 1.6.  Dessa test-
sessioner använde sig av det gamla systemet och det nya systemet för att testa om funktionerna fungerade. Översättaren 
startades från det nya systemet och eftersom översättaren är en webbtjänst gick det att använda WSDL-filen från 
webbtjänsten och importera det till det gamla systemets testapplikation. Testapplikationen agerade som front-end för det 
gamla systemet och testerna gick ut på att kontrollera att funktion “1. GetInfo” fungerade. Detta kan ses i figur 16. Enligt 
Microsoft skulle det vara svårt att få det här att fungera, på deras hemsida uppmärksammades exakt det här scenariot. 
Enligt författarna av artikel [21] har detta varit ett problem för dem som velat konvertera projekt mellan olika ramverk 
och Microsoft valde därför att implementera ett nytt ramverk som heter .NET Standard. 
23 
 
 
Figur 16: Översättaren med det sammankopplade systemet. 
Den eventuella lösningen med .NET Standard tycktes vara en bra lösning på problemet. Ramverket .NET Standard 
innehåller bakåtkompatibilitet mellan .NET Core samt .NET Framework. Det som .NET Standard däremot inte erbjöd 
var kompatibilitet mellan .NET Core 2.0 och .NET Framework 4.6.1. När detta upptäcktes konsulterades handledarna 
och beslut togs att inte använda .NET Standard.  
4.3 Period 3 
Detta avsnitt behandlar faserna “Sammanställning” och fasen “Avslutning”. Detta delkapitel är till för att läsaren ska få 
en uppfattning över hur dessa delar av examensarbetet analyserades. 
4.3.1 Sammanställning 
Den information som samlats i Trello, se appendix B, samt de anteckningar som gjorts skrevs ned mer koncist och 
sorterades för att kunna användas i rapportskrivandet. Rapportskrivningen började huvudsakligen efter en stor del av 
systemet utvecklats. Det hade underlättat om rapportskrivandet påbörjats tidigare för att underlätta processen att hämta 
information från systemet och källor.  
4.3.2 Avslutning 
Avslutningen kräver mycket arbete till förberedelse för inlämning. Beslut har inte tagits angående hur presentationen 
ska ske. 
4.4 Utvärdering av Kanban   
Kanban ansågs vara en passande arbetsmodell av flera anledningar. Kanban tillåter nedbrytning av ett projekt till mindre 
delar som sedan kan utföras allteftersom. En nedbrytning hjälper till att klargöra vilka framsteg som gjorts och vad som 
finns kvar att göra. Med hjälp av Kanban blir det lättare att prioritera de olika stegen i examensarbetet enligt den ordning 
Advania vill att de ska prioriteras [30]. En Kanban-board skapades och användes på Trello.com. Det gjordes inga 
särskilda avsteg från modellen. 
4.5 Leverans av system 
Leveranser av system skedde fortlöpande. Handledarna fick i god tid reda på när delar av systemet skulle vara klara och 
oftast inföll detta på slutet av veckan. När en ny leverans överlämnats till handledarna gick de igenom kodens struktur 
och gav kritik på vad som var bra och vad som behövde förbättras. Förbättringarna genomfördes genast möjlighet gavs 
efter examensarbetarna mottagit kritiken. 
Det var totalt fyra leveranser av systemet där varje leverans omfattade antingen en funktion eller en större del av systemet 
som behövde granskas och godkännas av handlederna på Advania så att arbetet kunde fortsätta. Leveransen fungerade 
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också som en slags återkoppling där handlederna gick igenom vad som förväntades av systemet. Eftersom det fanns tre 
handledare på examensarbetet var det några tillfällen där de inte kom överens över hur vissa funktioner skulle fungera 
vilket ledde till att redan implementerad funktionalitet behövde ändras inför nästa leverans. 
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Kapitel 5: Resultat 
 
Detta kapitel beskriver vilka resultat examensarbetet har åstadkommit. 
 
En stor del av examensarbetet handlade om att studera den information som fanns angående problemet. Som det tidigare 
nämnts är det känt att konvertera informationen mellan de olika plattformarna inte går att göra utan ett tillägg av mjukvara. 
Microsoft har många fördefinierade NuGET-paket samt olika projekttyper som examensarbetarna utnyttjade för att lösa 
problemet. Eftersom examensarbetarna implementerade översättaren som en webbtjänst kunde både det gamla och det 
nya systemet kopplas ihop med översättaren med hjälp av en fil av typen WSDL för att sedan kunna få information från 
både det gamla och nya systemet i REST-format. Figur 16 visar hur detta ser ut idag. Systemen kommer kunna arbeta 
parallellt eftersom de inte är bundna med varandra. Webbtjänsten tillåter båda systemen att utföra de arbetsuppgifter 
som de tidigare tillhandahållit genom att koppla ihop sig med webbtjänsten. Systemen skickar ut information till 
översättaren och behöver sedan inte längre hålla reda på informationen som skickades. 
 
På grund av sekretesskäl går det inte att visa ett verkligt exempel på detta, däremot kan ett fiktivt exempel förklaras. Ett 
scenario som kan tillämpas är hur systemen arbetar parallellt och en tolk översätter information till en tredje part. Alla 
som förstår översättaren men inte det gamla och nya systemet betraktas en tredje part i exemplet. När exemplet förklaras 
finns det en aspekt som behöver tydliggöras, översättaren vet i förväg vart de relevanta funktionerna som behövs för att 
lösa frågan från tredje parten existerar. Det här möjliggörs av översättarens struktur och användandet av WSDL, se 
avsnitt 2.8. Det här tillåter översättaren att anropa det system som besitter den eller de relevanta funktionerna. Figur 17 
visar det här exemplet i kod. 
 
Exempel 1 
Den tredje parten säger till översättaren på sitt språk (till exempel SOAP eller REST): “Hej, jag vill veta vem som äger 
maskinen vi talar om”, översättaren svarar på samma språk: “Självklart, ge mig en stund att kontakta de andra parterna”. 
Översättaren kontaktar det system som besitter relevant funktionalitet genom att använda SOAP och frågar: “Hej, jag 
vill gärna veta vem som äger maskinen vi talar om”. Det kontaktade systemet svarar med SOAP: “Den som äger 
maskinen vi talar om heter: Alexander”. Översättaren tar sedan emot informationen och säger till alla som lyssnar på 
den från tredje parten: “Den som äger maskinen vi talar om heter: Alexander”.  
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Figur 17: Förenklat exempel på översättaren. 
5.1 Struktur hos lösningen 
Översättaren, som implementerades som en webbtjänst, kunde stödjas i .NET Core 2.0 genom att koppla en WSDL-fil. 
WSDL-filen innehåller XML-data som beskriver alla funktioner som existerar i den angivna webbtjänsten. Efter 
webbtjänsten som skapats för att utföra konverteringen startats gick det att ladda ner WSDL-filen genom att ändra 
URL:ens suffix från “.ASMX” till “.WSDL”. Sedan var det möjligt att spara hemsidan som en WSDL-fil. Denna WSDL-
fil importerades in till översättaren genom Connected Services och fungerade sedan som tänkt. Det här testades med 
hjälp av den gamla testapplikationen. Eftersom översättaren är en webbtjänst som agerar som tolk gick det att använda 
URL:en från webbtjänsten när denna kördes för att genomföra testet. När URL:en till testapplikationen ändrats startades 
testapplikationen. Sedan testades funktion 1: “GetInfo”, för att se om kommunikationen mellan det gamla och nya 
systemet fungerade. Det tog ungefär två sekunder för att få svar från det nya systemet till översättaren och sedan till det 
gamla systemet, men datan som returnerades hade översatts först från SOAP till REST och sedan från REST till SOAP. 
Systemets andra funktioner fungerade också. Figur 16 visar detta. 
5.2 .NET Core 2.0 kompatibilitet 
När ett webbprojekt skapas i .NET Framework 4.6.1 skapas det en ASMX-fil. Den här filen är en samling av funktioner 
som använder sig av back-end för att ta fram XML-filer som innehöll data av önskad typ och detta blev grunden till 
SOAP-tjänsten. ASMX-filen är redigerbar vilket betyder att funktioner kan läggas till utan att påverka varandra. 
Eftersom .NET Core 2.0 också hade stöd för användandet av ASMX-fil kommer en sådan fil användas mellan .NET 
Core 2.0 och .NET Framework 4.6.1 för att tillåta systemen att kommunicera med varandra. 
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Dynamiska förändringar betyder att systemet som använder webbtjänsten inte behöver kompileras om för att kunna 
använda tjänsten om webbtjänstens första URL slutar fungera [14]. .NET Core 2.0 hade från början inte stöd att koppla 
sig loss från tjänsten med hjälp av en json-fil, men detta implementerades i det nya systemet. I .NET Framework 4.6.1 
är detta redan implementerat av Microsoft. Detta var viktigt att implementera för att det skulle finnas två versioner av 
översättaren online. Systemet skulle använda sig av första webbtjänsten för att utföra sitt arbete men om denna av någon 
anledning skulle sluta fungera ska det automatisk bytas till den andra webbtjänsten istället för att det sker ett avbrott i 
verksamheten. 
5.2.0 Nyckelpunkter 
Följande nyckelpunkter identifierades hos de båda systemen: 
1. Den första nyckelpunkten var att systemet var uppbyggt av flera projekt som var beroende av varandra. 
Syftet med projekten var att uppnå en struktur i lösningen. Ett projekt består av flera klasser som 
använder andra klasser inom samma eller andra projekt inom samma lösning. Strukturen såg ut enligt 
följande:  
• Det fanns en back-end, som representerar databasen. Detta projekt var uppbyggt av klasser som 
innehöll metoder som kunde läsa och skriva till databasen. 
 
• Det fanns ett projekt som var placerat i mitten av strukturen. Detta projekt var uppbyggt av 
klasser som tillåter stöd av back-end och front-end projekten. Klasserna innehöll metoder som 
sammankopplade back-end och front-end projekten. Ett exempel på när det här mittersta 
projektet används är när front-end ska skicka biljettinformation till back-end men utan att 
använda en direkt koppling 
 
• Det fanns en front-end som agerade som GUI och applikation för biljettköp. Front-end projektet 
är uppbyggt av klasser som gör det möjligt att läsa och skriva information till slutanvändaren.  
 
2. Den andra nyckelpunkten var att det gamla systemet har en webbtjänst som implementerar olika 
funktioner som det gamla systemet använde sig av. Det här var något Advania hade implementerat 
tidigare för att underlätta arbetsflödet när funktionerna skulle användas på olika platser i Sverige. 
Funktionerna kopplade ihop databasen med det gamla systemet som sedan användes för att tolka och 
presentera data från databasen i ett XML-format. Detta visade att systemet använde sig av SOAP för att 
presentera sin data eftersom SOAP hanterar data i XML-format [11]. 
3. Den tredje nyckelpunkten var att databasen lästes via Visual Studio Pro. Systemet har hjälpfunktioner 
för att tolka olika värden från databasen. Dessa funktioner skulle kunna vara till 
exempel: ”GetInformation, GetData, GetTicket”. Funktionerna existerade för att underlätta 
informationshämtning från databasen. 
Med hjälp av nyckelpunkterna identifierades hur två problem bäst kan lösas. Första problemet var:   
Problem 1: Hur ska .NET Core 2.0 kunna hantera en webbtjänst som är kompilerad och exekverad i en .NET Framework 
4.6.1 miljö?  
Första problemet löstes genom att identifiera exempel på tidigare lösningar till samma problemformulering som detta 
examensarbete har. Källorna [16, 17, 18, 19, 20] gav nyttig information men det var egentligen inte källorna som kom 
med en lösning till första problemet. WSDL:en var grunden i hela arbetet. Det var på så sätt det gick att kommunicera 
mellan ett REST API och ett SOAP API samt få de olika ramverken .NET Framework 4.6.1 och .NET Core 2.0 att 
samspela, se figur 14.  
Lösningen på första problemet kombinerades med en annan lösning som använde synkron programmering. Översättaren 
mellan .NET Core 2.0 med REST och .NET Framework 4.6.1 med SOAP var tvungen att vänta på båda system innan 
de kunde slutföra sina anrop. Figur 18 beskriver hur en sådan lösning kan göras. I figur 18 kan “(1)” vara översättaren 
och “(2)” vara .NET Framework 4.6.1-systemet, översättaren måste vänta på att “Thread.Sleep(5000)” ska avslutas innan 
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översättaren kan fortsätta med sina anrop. Eftersom det är två oberoende system som ska kommunicera med varandra 
måste systemen kunna vänta på varandra innan det går att fortsätta utföra arbete från respektive system och detta 
implementerades i översättaren. På grund av sekretesskäl går det inte att visa exempel på lösningen.  
 
Figur 18: Exempel på synkron programmering [25]. 
 
Problem 2: Hur ska SOAP:s XML-dokument tolkas i REST-format?  
Lösningen på andra problemet gavs genom synkron programmering. Först löstes problemet genom att ta emot XML-
dokumentet och manuellt plocka ut all information som behövdes och presentera det i REST-format. Detta gjordes 
genom att returnera en lista med den informationen som behövdes istället för att returnera hela objektet. Detta ändrades 
sedan till en lösning som bestod av att skicka med hela objektet eftersom översättaren kan automatiskt hantera 
översättningen med hjälp av NuGET-paketen som inkluderades till översättaren. Några NuGET-bibliotek användes, till 
exempel: “Microsoft.AspNet.WebApi.5.2.4” och “Microsoft.AspNet.WebApi.WebHost 5.2.4”. Dessa stödjer 
kommunikation mellan de olika API:n och kan översätta data från båda hållen [13]. 
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Kapitel 6: Slutsats 
 
Detta kapitel handlar om att knyta samman resultat, syfte och målformulering samt att svara på frågorna i 
problemformuleringen.  
 
Syftet med examensarbetet var att möjliggöra en uppdatering av det befintliga systemet så att det kan användas på fler 
operativsystem än vad det klarar av idag. Advania ville också utveckla en mall som andra system kan använda sig av för 
att utföra samma uppgift som detta examensarbete har gjort. Resultatet som togs fram visar att det var möjligt att utföra 
en uppdatering av det befintliga systemet genom att koppla på en översättare som översätter information mellan det 
befintliga systemet och det nya systemet. Översättaren är en central del som konverterar informationen mellan de två 
systemen. Översättaren är mallen som Advania kan använda sig av för att konvertera andra system. Eftersom översättaren 
är flexibel krävs det inte mycket resurser från Advania för att utföra detta i framtida system. Det enda som krävs för att 
använda mallen är att funktionerna identifieras och att översättaren sätts mellan de två systemen. Översättaren kommer 
agera som presentatör av informationen från systemen och översättaren visar information i REST-format. 
6.1 Problemformulering 
Här besvaras frågorna som skulle besvaras under examensarbetet. 
 
 
1. Går det att konvertera ett SOAP API till ett RESTful API? 
Ja, det är möjligt att konvertera ett SOAP API till ett RESTful API. Konverteringen möjliggör 
ett utbyte av data mellan API:n genom en översättare. Ingen information förloras när utbytet av 
data genomförs. Konverteringen krävde att minst en av fyra stycken förbestämda funktioner 
skulle konverteras. Alla fyra funktionerna implementerades.  
Den här lösningen på problemet utesluter inte att det finns andra sätt att lösa det på, men visar 
att det är möjligt att genomföra. I det här fallet implementerades en översättare som hanterar 
utbytet av data mellan systemets komponenter. Med hjälp av Microsofts NuGET-paket och 
olika projekttyper löstes problemet. Översättaren implementerades som en webbtjänst vilket 
gjorde det möjligt att koppla samman systemen med översättaren med hjälp av en WSDL-fil, 
sedan kunde information från både det gamla och nya systemet presenteras i REST-format. 
2. Går det att använda konverteringen från olika ramverk genom Microsofts ASP.NET Core 2.0?  
Ja, efter det att systemet konverterats gick det att använda konverteringen från olika ramverk. 
De operativsystem som testades var Windows 10 samt UnixSE och båda operativsystem har 
fullt stöd för funktionerna. Det här garanterar dock inte att det fungerar på fler operativsystem 
än de som testats. Det bör vara möjligt att använda konverteringen från ännu fler operativsystem 
men utan att testa det går det inte att lova. 
3. Vilka resurser kräver konverteringen? 
Konverteringen kräver inga resurser på så vis att det måste installeras extra mjukvara. Lösningen 
är tillräckligt enkel att använda eftersom det endast behöver ändras i en konfigurationsfil för att 
ge fullt stöd till tjänsten utan att behöva kompilera om programmet som använder tjänsten. 
Konverteringen har däremot krävt arbete i att utveckla översättaren som hanterar utbytet av 
information och allt arbete som hör till den processen.  
4. Om konverteringen misslyckas, går det att skriva om ett SOAP API till ett RESTful API? 
Utgår. Den här punkten utgår eftersom det var möjligt att genomföra konverteringen. Syftet 
med den här punkten var att ha en andra infallsvinkel utifall att konverteringen misslyckades. 
Eftersom konverteringen lyckades lades det dock ingen tid på att undersöka om det hade gått 
att skriva om från grunden. 
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6.2 Reflektion över etiska aspekter  
Sekretess: 
I samband med utveckling av redan existerande produkter eller vid utveckling av nya, behövs sekretess alltid tas i 
beaktning. På grund av tidsramen av examensarbetet fanns det inte möjlighet att fokusera på implementation av säkerhet; 
detta var inte heller något som efterfrågades av Advania. Det är flera olika komponenter som tillsammans bildar ett svar 
på examensarbetets problemformulering. Hur dessa komponenter används påverkar säkerheten i applikationen. Angrepp 
mot systemet skulle kunna ske på olika nivåer, däribland mot databasen. Ett avbrott i systemets körning skulle försvåra 
verksamheten vilket kan resultera i en ekonomisk förlust för intressenter.  
Samhällsnytta: 
Det här systemet har goda fördelar för både det nuvarande och framtida samhället. Om systemets prestanda utvecklas 
ytterligare kan biljettsystemet expanderas till mobila operativsystem som Android och iOS. Systemets prestanda skulle 
inte prioriteras i detta arbetet och systemet presterar därefter. Tillgängligheten av biljettköp i telefonen är en aktuell fråga 
i dagens samhälle där användandet av mobila enheter förekommer alltmer. Detta innebär en snabbare bearbetning vilket 
kan bidra till kortare köer samt avlasta personal.  
6.3 Framtida utvecklingsmöjligheter 
I efterhand är aspekter som prestanda och säkerhet något som saknas men prioriterades bort på grund av examensarbetets 
tidsram. Om det funnits möjlighet hade det varit fördelaktigt för slutresultatet att testa vilka delar av koden som påverkar 
systemet negativt från en tidsaspekt. Systematiskt skulle man sedan kunna utforska andra lösningar för att reducera den 
negativa påverkan.   
 
En fråga som besvarades var huruvida konverteringen gick att använda från olika ramverk. Det var enbart två olika 
operativsystem som testades eftersom dessa två var de som fanns att tillgå på plats hos Advania. Här finns ett område 
som hade kunnat utforskas mer utförligt. Genom att systematiskt testa fler operativsystem hade man kunnat ta reda på 
vilka andra som stödjer konverteringen. I dagsläget kan det enbart garanteras att konverteringen fungerar för två stycken 
tidigare nämnda operativsystem, nämligen Windows 10 och UnixSE.  
 
Den lösning som presenterats implementerar en översättare mellan de två systemen. Hade det funnits mer tid hade fler 
lösningar kunnat tas i åtanke när problemet skulle lösas. Om det är möjligt att komma undan användandet av en 
mellanhand som översättare informationen mellan de olika systemen skulle det kanske vara möjligt att slippa lika mycket 
utbyte av information. En kortare väg mellan sändare och mottagare kan leda till att kommunikationen går snabbare.  
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Kapitel 7: Terminologi 
 
Detta kapitel förklarar ord som läsaren inte förväntas förstå eller som spelar en större roll i examensarbetet. 
1. API - API står för: Application Programming Interface och är en serie av regler, protokoll och verktyg 
för nätbaserade applikationer.  
 
2. JSON - JSON står för: JavaScript Object Notation och är en syntax för att lagring samt utbytning av 
data. JSON är text som är skriven med en JavaScript orientering.  
 
3. Konvertering - Står för när systemet ska försöka att överlåta data i ett SOAP format och sedan tolkas i 
ett REST format samt vice versa. Det står också för konvertering mellan ramverken .NET Framework 
4.6.1 och .NET Core 2.0 
 
4. REST API - REST står för: Representational State Transfer och är ett protokoll som använder sig av 
HTTP för att hämta och visa information. 
 
5. SOAP API - SOAP står för: Simple Object Access Protocol och är ett protokoll baserat på XML som 
ofta används med HTTP för att hämta och visa information 
 
6. System - Är systemet som detta examensarbetet ägnar sig åt att skapa, det vill säga webbtjänsten som 
stödjer konvertering mellan SOAP och REST, samt ramverken .NET Core 2.0 och .NET Framework 
4.6.1 
 
7. Net Framework - Är ett ramverk som används inom i Windows bland annat för att underlätta 
programmering. 
 
8. WSDL: “Web Services Description Language” är ett sätt att beskriva webbtjänster med dess funktioner 
och hur man anropar funktionerna. WSDL är ett format av XML.   
9. ASMX: “Active Server Method File” är en fil som möjliggör utveckling av webbtjänster som skickar 
meddelanden genom att använda SOAP. 
 
 
.  
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Kapitel 9: Appendix 
 
Detta kapitel avser figurer som är för stora för att visas direkt i texten.  
9.1 Appendix A: Samspel mellan SOAP och REST 
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9.2 appendix B: Exempel på en Trello Board 
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9.3 APPENDIX C: XML-Body response [26]. 
 
  
40 
 
9.4 Appendix D: Samspel mellan den gamla och nya webbtjänsten. 
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9.5 Appendix F: WSDL exempel med beskrivning [15]. 
 
 
