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HealthLinks:
A ColdFusion Web Application
Brian Westra
SUMMARY. Libraries are beginning to use Web applications as they
grapple with sites of increasing complexity, and the move of more user
services to the Web. This article reviews the basic concepts of a Web ap-
plication, and outlines some of the features of the HealthLinks Web ap-
plication and site <http://healthlinks.washington.edu> at the University
of Washington Health Science Libraries, and the transition from a
Java-based application to ColdFusion. [Article copies available for a fee
from The Haworth Document Delivery Service: 1-800-HAWORTH. E-mail ad-
dress: <getinfo@haworthpressinc.com> Website: <http://www.HaworthPress.
com>  2002 by The Haworth Press, Inc. All rights reserved.]
KEYWORDS. Web application, ColdFusion, database-driven Web site
WEB APPLICATION OVERVIEW
As much of the business world has embraced the Internet, e-com-
merce innovations and changing user expectations have prompted li-
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braries to examine their own online services. In this process, librarians
and systems staff are confronted with budgetary and staff constraints,
the real or anticipated expectations of users regarding Web-enabled ser-
vices, and a reluctance to embrace and internalize business and devel-
opment practices and philosophy. However, libraries are clearly about
customer service and any organization interested in improving cus-
tomer service quality can benefit from examining the successful use of
design and technology by excellent service companies.1 It is therefore
worthwhile to note library-oriented articles on portals,2,3,4 database-
driven sites,5,6 and the confluence of electronic commerce and digital
libraries.7
In this regard, middleware and Web applications are beginning to see
judicious use by some libraries. An exact definition of middleware is
difficult to come by, but in a general sense it enables interaction be-
tween components (database, e-mail, Web server), and simplifies the
programming model for the developer.8 Web applications are one class
of middleware. Web applications can range from “static Web pages, to
searchable site/dynamic Web pages, and applications that integrate
with operational databases,” including customer-driven Web transac-
tions.9 In a general sense, a Web application is
a Web system (Web server, network, HTTP, browser) in which
user input (navigation and data input) affects the state of the busi-
ness. This definition attempts to establish that a Web application is
a software system with a business state, and that its front end is in
large part delivered via a Web system.10
These descriptions exemplify the influence that business practices
and applications have had upon the terminology. In an excellent review,
Fraternelli regards the Web application as “characterized by a direct
business-to-customer relationship.”11 On a more concrete level, the
technology should attempt to meet some or all of the following require-
ments:
• handling both structured and non-structured data;
• support exploratory access through navigational interfaces;
• high level of graphical quality;
• customization and possibly dynamic adaptation of content struc-
ture, navigation primitives, and presentation styles;
• support of proactive behavior (recommendation and filtering).12
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Fraternelli points out that these requirements may be in conflict with
the following technical and administrative objectives:
• security, scalability, and availability;
• interoperability with legacy systems and data;
• ease of evolution and maintenance.13
Web application servers will gain greater acceptance by systems staff
as they prove capable of minimizing complexity in dealing with multi-
ple platforms and standards, security, and system-level management
functions.14 Fortunately, a number of products are able to support these
needs.
Most models of a Web application are based on a three-layer ap-
proach: presentation layer (user-friendly interface), business-logic layer
(implements the logic and provides services to the presentation layer),
and the system layer, which is responsible for data storage and network
requirements.15 Business logic can also be defined as the piece that
“links activities, actors, and resources together within and between
companies in buyer-seller relationships.”16 It is relatively easy to ex-
trapolate this definition to the relationship between the library and the
patron, e.g., someone using the online circulation systems to renew a
book, or setting up a table of contents alerting service for their com-
monly read journals.
Falk provided some earlier concepts of database-enabled library
Web sites or site components that were precursors or have been incor-
porated into Web applications, such as dynamic page generation, peri-
odical lists, and full-text collections not found in the catalog.17 These
exemplify how Web applications can be used to improve online ser-
vices to users. Antelman gives an excellent review of the concepts
behind library database-driven sites, and the Web management oppor-
tunities afforded by Web application servers. Web applications may
be a necessary step in building sites of increasing complexity, inte-
grating heterogeneous, distributed resources, while affording some
aspects of information management and organization to both library
staff and the end user.18 Application servers such as Macromedia’s
ColdFusion (tm) provide Web site integration tools, open database
connectivity (ODBC) features, and integrated development environ-
ments (IDEs)19,20 that allow developers to more easily construct Web
applications.
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HealthLinks OVERVIEW
The HealthLinks site <http://healthlinks.washington.edu/> is a criti-
cal resource for information for faculty, staff and students in the Health
Sciences at the University of Washington. The site also serves the vari-
ous medical centers associated with the university, faculty and students
in the five-state WWAMI region (Washington, Wyoming, Alaska,
Montana, and Idaho), and the public. Ketchell and Hull have provided a
good overview of the site’s history, and its utility as a portal for serving
the medical clinician.21,22 The site provides access to textbooks, jour-
nals, databases, and other relevant resources for students and faculty, as
well as information for the clinician and researcher. Information is pre-
sented in the form of role-based “toolkits” (see Figure 1), and topical
pages. Each toolkit is developed with and revised in response to user
feedback. The site receives significant usage; a three-month average for
autumn 2001 indicates the site receives approximately 16,400 hits per
day, or 500,000 per month. Work on the site and the underlying data-
base is a collaborative effort, and includes departmental liaisons, serials
and systems staff, and others.
Like most library sites, HealthLinks was strictly “hand-maintained”
HTML at its inception in 1994, and remained so until 1998. Under fund-
ing by an Integrated Advanced Information Management System (IAIMS)
grant from the National Libraries of Medicine, a database was devel-
oped to maintain several thousand links to commercial and locally de-
veloped content. Apache Web server was and continues to be used for
static HTML pages and CGI scripts. The move to the use of database
content in 1998 was driven by several factors. These included a desire
to reduce the number of hand-maintained HTML pages; to facilitate
subject experts’ access directly to the data and its organization that
could be extrapolated to the site, rather than via HTML editing; and to
improve search granularity that could not be achieved through a full-
site search engine, but might be offered by a database approach.23
At the time of the move from flat text to a database-driven site, ap-
proximately 150 out of several thousand Web pages of the site were set
up to be generated from a database. These 150 pages changed regularly
to remain up-to-date and to reflect changing user needs, and were there-
fore optimal candidates for dynamic or database-generated content. The
Java-based Web application wrote out the 150 pages to the Web server,
and provided an interface through which library staff could enter and
edit records and relationships in the database, which directly affected
the organization and content of the generated pages on the site. Distrib-
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uted access to the database maintenance tools was important, since a va-
riety of library staff do data entry and may work from home as well as
the office. While this type of Web application is perhaps not as dynamic
or synchronous as a shopping cart application for an e-commerce site, it
provides a foundation for understanding the site in relation to current
terminology. It is worth noting that library staff are also users of the site,
as they use the public site and the database maintenance tools to provide
instruction and information services and maintain electronic collections
and serial subscription information.
The initial Web application was built with JavaServer page utilities
and Java servlets to generate the Web pages and provide an interface for
the data tools. Page generation was provided by combining information
from database queries with HTML tags into text files that were then
Brian Westra 67
FIGURE 1. The Student Care Provider Toolkit. This is one of the pages that is
generated on a daily basis from the database. The topic is “Student Care Pro-
vider Toolkit,” the categories are “MEDLINE and Full-Text Journals,” “Drug
Reference,” “Key Resources,” “Evidence-Based Medicine and Guidelines,”
etc. Resources are listed under each of the categories.
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written out to the Web server. The database tools allowed staff to edit
records and establish relationships in the database, which were used for
these page generation queries.
The application utilized IBM Websphere application server24 and a
SQL Server 6.5 database with approximately 5,000 resource records.
For the purposes of the HealthLinks database, a “resource” is a unique
record, typically pointing to a Web site or specific online source, with
information stored in a mixture of Dublin Core metadata and locally
produced fields, including URL, title, and associated keywords (see
Figure 2).25 These resources can be grouped together within categories
(and subcategories), which are then associated with one or more topics.
The basic page of the site that is generated from the database has as its
foundation a topic, and from zero to several categories with their re-
spective resources. For instance, in Figure 1, the topic is “Student Care
Provider Toolkit,” and the categories are “MEDLINE and Full-Text
Journals,” “Drug Reference,” “Key Resources,” etc. The resources are
the links under each category.
A Java programmer/project administrator and student programmers
developed the database and Web application for the site, and it went
through iterative changes during the next two years. While the site was
successful by many metrics, the Java-based Web application required a
programmer to make any changes in the database maintenance compo-
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FIGURE 2. Table of Dublin Core metadata and locally produced fields associ-
ated with the Resource records.
Dublin Core Fields UW Local Fields
Title
Resource Identifier
Subject/Keywords
Format
Language
Author
Rights Management
Description
Publisher
Other Contributor
Date Published
Resource Type
Source
Relation
Coverage
Topic
Category
Subcategory
Access Restriction
UW Resource
Class Number
Bookplate
Help
Notes
Unique ID
Record-Created-Date
Record-Last-Modified-Date
Record-Created-By
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nents or the code that generated the HTML pages. In addition, some of
the search capabilities that were an original goal of the transition re-
mained unrealized, though Java could have been used for this feature.
CONVERSION PROJECT
In 2000 it was decided to convert the entire Web application from
Java to ColdFusion for the next iteration of the HealthLinks site. This
decision was based on several factors, including: the flexibility afforded
by the rapid development environment of ColdFusion; relatively low
ongoing development cost compared to hiring a Java programmer;
more intuitive approach to the code for non-technical staff; utility with
both Windows and Linux platforms; and adoption of ColdFusion for
Web applications by several other health sciences libraries.
The conversion from Java to ColdFusion focused on three compo-
nents: (1) static page generation; (2) database maintenance tools; and
(3) new dynamic pages and search features as they became possible.
Several constraints were placed on this conversion phase. The database
schema could not be altered, since the Java-based database maintenance
tools would continue to be used while the site generation tools were be-
ing replaced by ColdFusion templates. Secondly, while the public site
could not be substantially changed in its overall design, changes to im-
prove workflow in the database maintenance tools and new search fea-
tures for the public site were expected. The new Web application
enabled the HealthLinks team to contemplate other components and
search features for the site as the project progressed. At recent count, the
number of generated pages had risen to 294, and there were 3,667
hand-maintained HTML files in the production site.
It is good practice to approach a Web application project from the
perspective of a development cycle, even if the project itself will be
based on rapid development and prototyping. The development cycle
emphasizes requirement-gathering, modeling, and prototyping,26 and is
intended to help the development team clarify and meet checkpoints
throughout the process, and avoid project “creep.” Requirements through-
out the project were based on the same site generation capabilities, data-
base access, and workflows that were provided by the Java application.
Once the database schema and queries had been established, a “proof of
concept” group of templates were developed that could generate the
same pages as the existing application. Following this the remaining
page generation templates were developed and implemented. The final
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steps involved building new data entry tools, and this process was more
iterative in nature since workflow improvements could be realized
along the way with input by staff and librarians.
ColdFusion
ColdFusion Web application server is produced by Macromedia,27
and when coupled with the Studio editor, provides a rapid development
environment in which coding and scripting, database connectivity and
queries, and HTML tags can be quickly combined within a single editor
that is easy to personalize and reconfigure (see Figure 3). ColdFusion
allows the developer to address issues related to multiple platforms and
standards, security, and system management on several levels, in the
70 DATABASE-DRIVEN WEB SITES
FIGURE 3. ColdFusion Studio editor provides an integrated development envi-
ronment for editing CFML, HTML, and accessing the database tables to quickly
build queries.
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code that constructs the application, and through configurations in the
server administration console.
ColdFusion employs a tag-based approach to programming, where
functionality is encompassed within tags rather than needing to be ex-
plicitly scripted, and offers some familiarity to those acquainted with
HTML, as its namesake ColdFusion Markup Language (CFML) im-
plies. Some understanding of relational databases and structured query
language (SQL), and an affinity for basic programming concepts will be
useful for those new to application development. Advantages of the use
of ColdFusion are the ease and speed of application development due to
the tag-based coding features,28 cross-platform capabilities, a large user
base and support forum. Libraries use ColdFusion for various applica-
tions.29-39 Developers are not limited to the present group of CFML
tags, since user-defined functions and custom tags can be created for
specific purposes, and there is a library of custom tags on the Macromedia
site. It is generally easier and faster to create functional applications us-
ing ColdFusion than by the use of more complex Web application plat-
forms, such as Active Server Pages (ASP)40 and PHP, though there are
plenty of library applications built with those tools.41 Ultimately, the
choice of an application server is highly dependent on considerations
that should include staff skills, training, financial resources, preexisting
software and hardware, and a commitment from administration and sys-
tems to support the choice.
The basic setup for a ColdFusion application calls for a Web server
(UNIX/Linux or Windows OS), with ColdFusion, and an ODBC data-
base on the same machine or another.42 A typical dynamic page genera-
tion occurs in the following way. When the Web server receives a page
request that calls for a CFML template or other processing (.cfm or
.cfml), it routes the request to the ColdFusion application server. The
ColdFusion files (“templates”) are written in CFML, and reside on the
ColdFusion/Web server. When they are executed they may run queries
against the database or do other processing, then combine this informa-
tion with HTML tagging, and output the resulting file(s) to the client via
the Web server.
Documentation
Many Web site developers fail to provide formal documentation, due
to the iterative, user-centered approach that is taken with smaller and
medium-size sites.43 This can be true of any development process, and
unfortunately, the database and Java-based tools lacked much of the in-
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formation that would have eased the conversion. Therefore, another ex-
plicitly stated goal of the project was to develop clear documentation.
The resulting ColdFusion templates contain numerous CFML com-
ments about specific sections of code, and there are separate documents
to provide overviews of the file generation templates, the database, da-
tabase maintenance tools, and hardware and software configurations.
Database
Because the database and Java code lacked documentation, anec-
dotal information from the HealthLinks team and examination of the
Java code were used to determine how the database schema evolved,
and what role the various tables played. Several tables were found to be
residuals from older revisions of the database design, and establishing
their true role proved to be time consuming. This led to an incremental
process for the development of the initial page generation templates,
until all relevant tables and relationships were defined.
The current database schema is shown in Figure 4. The most basic
content component of the HealthLinks database is the resource record.
The database diagram shows how resources are related to keywords and
other descriptors of the resource. Resources are then related to specific
Topic, Topic/Category, or Topic/Category/Subcategory groups, through
the Include and Related tables. Further, most pages are generated from
the database at the Topic level; that is, most of the pages have a single
topic and zero to many categories.
A number of stored procedures are used in the Web application.
Stored procedures allow a query to be optimized and stored on the data-
base, rather than in the CFML. This enables the CFML code to be some-
what independent of the database schema, and in databases of larger
size and complexity, stored procedures may provide some advantages
in overall processing speed for the Web application. As part of the over-
all project, naming conventions were agreed upon for the stored proce-
dures, and other components within the CFML such as query and
variable names.
Site Architecture/Hardware
The ColdFusion Web application was developed in a separate envi-
ronment from the live site and production database. A copy of the data-
base was exported to a server running Windows NT (later Windows
2000), ColdFusion Web application server and Studio, Apache Web
72 DATABASE-DRIVEN WEB SITES
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server (later Microsoft Internet Information Services 5.0), and Microsoft
SQL Server 7.0. In time, a full development architecture was set up to
mirror the anticipated production site. In an ideal world, production and
development architectures would generally mirror each other, for pur-
poses of working through configuration and site architecture issues, and
load testing of templates before moving to the production server. In re-
ality, suitable results for smaller sites with simple database back-ends
can often be achieved with single servers for development and produc-
tion. Some libraries have used file-based databases such as Microsoft
Access, but larger and more complex databases and heavy Web loads
usually require a client-server database, and segregation of the database
server from the ColdFusion/Web server can improve performance.
Several older servers which were to be phased out were “recycled”
into use for the development site, which was ultimately composed of an
Apache Web server running on Linux, and two Windows 2000 servers,
one running Internet Information Services (IIS) 5.0 and ColdFusion 4.5,
the other devoted to SQL Server 7.0. The production site, which came
online in April 2001, has four Dell 2,450 servers, with dual 733 MgHz
processors, 1 Gb RAM, and 256 Kb cache. As with most dynamic sites,
the greater the RAM, the better the capacity to cache pages and query
results, and therefore to handle higher traffic loads. Two servers run
Red Hat 7.1 and Apache, with failover between them, for the static
HTML and CGI scripts of the HealthLinks site (see Figure 5). Another
server runs Windows 2000 and is devoted to ColdFusion/IIS, where the
Web application server and Web server run. The database (SQL Server
7.0) resides on the fourth server, also on Windows 2000.
The templates reside on the ColdFusion/IIS production and develop-
ment servers. Several of the templates call stored procedures on the da-
tabase, or directly query the database tables, and write out static HTML
pages to the Linux/Apache machines. Other templates query the data-
base and populate Verity indexes (called collections) for use with the
Verity 97 search engine that comes bundled with ColdFusion. These
collections provide full text, Boolean searches, and are run via ColdFusion
templates as well.
Page Generation, Verity Indexing, and Logs
Basic queries of the database were tested to determine the correct re-
lationships and optimal SQL statements, and these were later incorpo-
rated into the database as stored procedures. By combining the “order
74 DATABASE-DRIVEN WEB SITES
D
o
w
n
lo
ad
ed
 B
y:
 [
in
fo
rm
a 
in
te
rn
al
 u
se
rs
] 
At
: 
15
:5
7 
12
 J
ul
y 
20
10
by” statements in the queries and nested output, various configurations
of the resulting pages can be achieved.
Four templates have been created to write out static HTML files to
the Apache Web server and ColdFusion server for the public HealthLinks
site. These templates cover four types of pages, each of which utilizes a
different query of the database. The templates generate topic/category
pages, e-journal pages for browsing by journal title, topic/category/sub-
Brian Westra 75
Queries the database
Dynamic pages,
served to the Web
ColdFusion
&
IIS Web Server
(.cfm)
Client/Browser
SQL Server
HealthLinks Database
Static pages, served
to the Web
Apache
Web Server
(.html)
Writes static pages
to the Apache Web
server
Apache
Web Server
(for
failover)
FIGURE 5. HealthLinks production site architecture.
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category pages (Molecular Biologist toolkit), and statistics resources
pages for browsing by topic. These pages may change from day to day,
but the information is generally not so fluid as to require “on-the-fly”
dynamic generation. In addition, the production and use of these static
pages provide information that is up-to-date for the user, while reducing
the overall load on the application server and database that dynamic
pages would require.
HealthLinks makes use of server side includes (SSIs) to produce the
navigational structures on the top, bottom, and side of each page. Apache
can be enabled to include SSIs, but a Web server can only employ one
type of server side processing on a given page. Since ColdFusion is a
type of server side processing, ColdFusion templates can not use the
SSI method, but instead use the CFML equivalent, called a <cfinclude>
tag, which can point to a file with the .ssi, .cfm, or other extension. This
allows the same SSIs to be copied across both Web servers for equiva-
lent content and function in the static and dynamic pages, no matter
what the server. In a limited number of cases, certain SSIs for the static
and dynamic pages are generated on a daily basis, where the content of
the SSI might change from day to day. For instance, the e-journal search
box has an alphabetical title browse list, which may change as subscrip-
tions are added or dropped, so this SSI is generated from the database,
and written out to both the Apache Web server (for static e-journal
pages) and the ColdFusion server (for e-journal title search results
pages).
The ColdFusion templates call the stored procedures as specified in
their code and use the results to write out HTML files to the appropriate
directories on the Apache Web server. The page generation templates
are scheduled to run once each day, overwriting the previous day’s files.
When these scheduled templates run, they also append information to a
log file to record template name, query results, and which HTML files
were generated.
Search Features
The HealthLinks site is popular, and the use of the Verity search en-
gine that comes bundled with ColdFusion Web Application server has
proven to be a scalable approach to searches that meets user needs. In
the Java-based Web application, the only search option on the site was a
full-site Web search, via a Webinator/Thunderstone search engine.
Search results could have been configured to a greater degree, but users
found the search results display confusing, and expressed a desire to
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have a more targeted search that would yield only the resources from
the HealthLinks database, rather than whole Web pages.
Web site searches are now carried out via an Inktomi/Ultraseek
search engine, which is run by the University Libraries. ColdFusion
templates and the Verity 97 search engine provide the other search op-
tions on the site.44 Any search request that originates on the HealthLinks
site, including an Inktomi search, has its search terms recorded by a
ColdFusion template before being processed. Hit counts are also re-
corded for all the Verity searches. This data will enable us to analyze the
types of searches (journals vs. other resources), phrase vs. single term
searches, and the relationship between search requests and navigational
structures and terminology.
The primary search feature is the site-wide resources search, which
searches titles and descriptions of resources in the HealthLinks data-
base. The search form is located at the top of all HealthLinks pages, re-
placing the Webinator search, and therefore has become the default
choice. The precise location of the search form and associated text was
determined based on a small usability test. There were approximately
18,000 searches per month from September through October 2001;
12,000 were resource searches, 670 were Web site searches, and 5,000
were e-journal title searches.
The e-journal search is a new feature that accompanied the move to
ColdFusion. It is accomplished via a Verity collection created by a
query of the resource titles related to the e-journal topic. When a search
is run against this collection, a list of resource ID numbers for matching
e-journal titles is returned to the template. The ColdFusion template
then runs a query of the HealthLinks database to return the related infor-
mation for each resource ID. This information is put into alphabetical
order, which is served to the client in an HTML file via the IIS Web
server.
The resource search is also conducted against a Verity collection.
This collection or index is built from a query that returns the titles and
keywords from all “unsuppressed” resource records. Resources can be
added to the database, but blocked from inclusion in Verity collections
or site generation by means of a checkbox on the Resource data entry
form in the database maintenance tools.
Another recently added search is an index of approximately 250 re-
source records for print and online statistical sources. This search em-
ploys a collection of titles, descriptions, and keywords created from a
query of only those resources that contain the statistics keyword, which
is used to indicate that a resource is primarily statistical in nature. This
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keyword is used to create this Verity index, and to generate approxi-
mately 130 static pages for browsing by statistical topic.
Load Testing
Load testing is a valuable tool,45 but many libraries and smaller en-
terprises do not account for this in their development cycle. A primitive
form of load testing was carried out by means of a ColdFusion template
that could cycle at a specified time interval. The template ran a basic
query of the database that employed relationships between several ta-
bles, and therefore provided a good approximation of a typical query.
Multiple instances of the template were run, and parameters of the IIS
server were logged for analysis. This testing indicated that the applica-
tion as designed was scalable beyond the anticipated number of hits per
minute.
Scheduling Template Activity
Templates for site generation and Verity collection indexing were
scheduled to run daily, by means of the ColdFusion Administrator con-
sole. These templates and the database maintenance tools are run in a
virtual directory with a different port number to isolate them from the
search templates for scheduling purposes, and to allow their activity to
be logged in a different IIS log than the search template activity. Be-
cause the templates are resource-intensive, they were scheduled to run
at a time when public use of the site was lowest. However, it was later
found that search engine spiders or robots indexing the site would hit all
of the information links on a given page within the space of several sec-
onds. Each of those links runs a query and dynamically generates a
page. If this occurred at the same time as the CPU-intensive site genera-
tion templates were scheduled to run, the Web application server could
slow down or lock up. Rescheduling the site generation templates coun-
tered this problem. Another possible solution is to generate static pages
for all of the information links, rather than pulling them from a dynamic
query, or to move more of the information for that part of the site to a da-
tabase view, which would require less of the database server’s re-
sources. Timeout for the templates in the Scheduler is independent of
the server-wide timeout setting (which was set to 10 seconds), and some
of the scheduled templates take up to 25 seconds to run.
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Database Maintenance Tools
Browser Compatibility. Because some of the templates in the data-
base maintenance tools make use of JavaScript, it was decided to design
this part of the Web application to use Internet Explorer (IE) 5.x, so that
template development did not have to follow parallel paths to accom-
modate differences in how JavaScript is handled by Netscape and IE.
This choice is possible since there is a limited population of librarians
and staff working with the database tools, and they have ready access to
IE on their desktop machines. Since IE was chosen, it was also decided
to employ Cascading Style Sheets (CSS) for much of the display fea-
tures, as CSS enables the developer to quickly and easily alter fonts,
colors, and other Web page attributes, and IE does a good job of dis-
playing standards-conformant CSS.
Pubcookie/UWNetID Authentication. Distributed secure access was
enabled via secure sockets layer (SSL) with a Thawte certificate, and
the PubCookie/University of Washington network ID (UWNetID) au-
thentication system. Pubcookie is a centralized authentication system
developed by the University of Washington Computing & Communica-
tions Department. It is composed of software installed on the server,
and the Weblogin server administered by the University.46 This soft-
ware is available for Apache and IIS servers. The two components to-
gether enable a server administrator to authenticate user access to a
particular Web directory by their UWNetID and password, and to set a
timeout for this authentication. Upon authentication, a cookie is set. A
ColdFusion custom tag was developed which tests the cookie value
against a list of authorized UWNetIDs for that particular Web directory.
Authorized users are allowed to use the application, while unauthorized
users are bounced out to a different directory with an appropriate mes-
sage. This method is simple, and while it has its limitations, it is ade-
quate to the needs at this time.
Every time a user accesses a file in the database maintenance tools,
Pubcookie checks for authentication via the cookie that is saved on the
user’s machine after the initial login. If the user is authenticated, the
next step is that the custom tag is called from within that directory’s Ap-
plication.cfm template. The tag has several attributes that are passed to
it in the call, including a list of allowed UWNetIDs, which are com-
pared against the Pubcookie cookie value, and a message to users that
are not in the list of authorized users.
Tools Overview. The database maintenance tools are a collection of
ColdFusion templates aiding staff and librarians in the entry and organi-
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zation of data in a SQL server database. The database maintenance tools
integrate some of the following features: improvements in resource
lookup; data validation rules; context-sensitive user authorization; user
timeout; and automatic recording of the user doing record maintenance.
Components of the data entry tools are the ColdFusion templates,
SQL Server database, and the Pubcookie software. As with the page
generation templates, stored procedures on the database are used through-
out this part of the application for increased performance and to isolate
some of the database design/schema from the ColdFusion code. An-
other feature of ColdFusion, transaction blocks, is used for all activities
that modify data in the database, whereby a series of queries is either en-
acted or completely rolled back if it is not completed. This protects data
integrity across related tables. Custom tags and server side includes are
employed to modularize the code and facilitate code reuse.
The database maintenance tools are not publicly accessible, but sev-
eral screenshots and descriptions may illustrate some of the more perti-
nent features. Authorized users can modify resource records, topics,
categories, subcategories, relationships between the parts of this hierar-
chy, and the name and location of the HTML file to be created for a par-
ticular topic. The user can also view lists of some of these records, such
as the keywords and “orphan” resources that are not currently related to
a particular topic but may be important to include for the public site’s
resource search.
A problem with the Java application became evident as the tables
were reviewed. Several tables contained duplicate records, indicating
that the business logic had not included sufficient data validation rules
for all tables. These were incorporated into the new application, so that
duplicates could not be entered. If a term that the staff person is attempt-
ing to add to the database already exists, the user is informed that it al-
ready is in the database. Otherwise, the term is added to the database,
and the user is informed once the update is completed.
Editing Resources. The lookup template is the heart of the resource
data entry templates, and was revised with input from staff to improve
the workflow over the previous search and input forms. All fields are la-
beled, and required fields have red labels. The only restriction other
than a required field is that the URL must be a unique value among re-
source records in the database. After clicking on the Save button, the
fields are parsed and saved into the appropriate tables in the database.
The template also checks to see if the resource record in the database
has changed since it was delivered for editing.
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If the validation process finds that the data has indeed been changed,
it redirects the user to a page that displays the original information,
along site information submitted by the user. In addition, for those
fields where another user has revised the data, that information is
shown. If the user wants to go ahead with the update, the template
parses the new information again but the check for changed data is not
initiated, and anything submitted over-writes the existing record in the
database.
Relations Tree. One of the more complex display features is the rela-
tions tree form. The CFTree tag was used for the relations tree form, be-
cause it replicated what was found in the Java Web application, and its
Java applet provided the necessary display and data manipulation func-
tions (see Figure 6). In the right window is a CFTree containing all rela-
tions in the database that are available to be associated with the resource
record being edited. The CFTree applet shows topics (folders), which
can be expanded to show existing category components and their sub-
categories, if they exist. On the left are the current relations associated
with the resource, again showing Topic, Category, and Subcategory.
When a relationship is added or deleted, the windows update immedi-
ately, so the user can see which topics, etc., the resource is related to.
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FIGURE 6. Relations Tree form, showing the relation options, and those that
have been chosen for resource number 2222, Gene Tests. In this case, the re-
source has been associated with the Key Resources category, in the Pediatrics
topic, among others (see the window on the left).
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Universe, Topic, Category, Subcategory, and Relationship Tools. In-
dividual universes, topics, categories, and subcategories can be added,
deleted, or revised by means of a single group of templates. The uni-
verse table and relationships are a carryover from a previous version of
the database. HealthLinks is currently the only universe, but this level in
the hierarchy may be used at a later time. Code reuse for this group of
data tools is made possible by custom tags that call for different func-
tions, based on the information that is passed into them. For instance,
working with topics passes the relevant table and query information
into a common template that builds a form for either universe, topic,
category, or subcategory data entry. Figure 7 shows the topic data entry
form, but the same template builds the forms for editing universe, cate-
gory, and subcategory records.
Whether the user is adding, deleting, or revising a record, a confirma-
tion message is presented as part of the process, and in cases where the
record is related to others, the user is given an opportunity to accept or
decline the action before it takes place.
Relationships, Page Mapping, and Viewing Generated Pages. Sev-
eral other forms complete the database maintenance tools. After the
Topic, Category, and Subcategory terms have been entered into the da-
tabase, they can be related to each other as a hierarchy (see Figure 8).
Once these relationships are established, they will appear in the Rela-
tion Tree for the resources, and staff can then relate a selected resource
to the particular Topic/Category (and Subcategory) combination.
Pages to be generated are given a specific file name and path in the
Page Mapping tool, so they can be written to the Web server (see Fig-
ure 9). This information is stored in the File table in the database. Any of
the pages to be generated can be previewed within the database tools so
that staff can view it before it is generated as part of the production site.
CONCLUSIONS
The conversion to ColdFusion Web application server was success-
ful, and has enabled the HealthLinks team to develop features on the
site that had previously been long-term goals. Through their participa-
tion, non-developer team members also achieved a better understanding
of the database schema, limitations and capabilities of a Web applica-
tion, and the new opportunities that might be realized in a rapid devel-
opment environment.
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Documentation for any technical project is an issue that must be ad-
dressed in an ongoing manner. Lack of information can cause critical
delays, particularly in environments where the institutional memory is
crippled by staff turnover, and this proved to be the case with the transi-
tion from the previous HealthLinks Web application. Commenting out
code and writing documentation are tasks that most developers would
Brian Westra 83
FIGURE 8. Relations tool, showing the relationships that exist (bottom win-
dow), and the options that can be selected to create a new hierarchy between
universe, topic, category (optional), and subcategory (optional, but requires a
category).
FIGURE 7. The form for editing/revising Topics in the HealthLinks database.
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rather avoid, as they are time consuming and there is little immediate
impact on the development process to show for it. It can also be difficult
for an overworked manager to put together a rigorous review of the doc-
umentation in preparation for the worst-case scenario. However, project
managers should give this component due emphasis throughout the de-
velopment cycle.
A rapid development environment, such as afforded by ColdFusion,
is valuable to the organization if the developer or team can avoid being
caught up in a continuous prototype-test-prototype-test cycle. Clear re-
quirements and checkpoints aided in this regard, as did a commitment
by project managers to stay on task. An issue for some libraries may be
the initial purchase cost for proprietary solutions such as ColdFusion. It
is also important to remember the costs of development and long-term
maintenance for any given approach, including the time to production,
training, and staff and infrastructure requirements.
As has been noted, the resource search in the HealthLinks database
became a reality with the new Web application, and it is extremely pop-
ular. Approximately 12,000 searches per month in the autumn of 2001
were resource searches. The revised but prominent placement of the
search form on all HealthLinks pages, and emphasis on the utility of this
new search feature in library instruction, will account to some degree
for its popularity. The usability testing associated with the resource and
Web searches showed that users are still confused about the differences
between these two searches. Only about 670 searches per month were
Web site searches, and this option is not as visible as the resource
search. It is difficult to find terminology and a search interface that will
clearly differentiate these two types of searches, and most users will
simply change search syntax or terms, rather than investigate help files
or search suggestions.
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FIGURE 9. Page mapping tool, to define the path and file name to which a gen-
erated page will be written on a daily basis.
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Other searches recently added to the site include the e-journal title
search and statistics resources search. E-journal title searches accounted
for another 5,000 searches per month. Logging of search terms and type
of search will enable the HealthLinks team to more quickly analyze
search strategies and their relationship to terminology, navigation struc-
tures, and organizational features. Dynamic page generation also allows
staff to include links to URLs with embedded queries for inclusion of
“on-the-fly” dynamic content, which previously was not possible.
Custom tags and server side includes are employed to modularize
the code to some degree, though more could be done in this area, par-
ticularly if a Fusebox coding methodology was followed for the entire
application.47 This approach enables abstraction of the code and code
reuse, and may enable future staff to quickly ascertain the functions of
each template. However, this approach tends to take longer at the out-
set, and requires a higher level of programming in the development
stage.
Future projects for HealthLinks may include improvements in the in-
dexing terminology, and a refined resource keyword list would lead to
improvements in searching.48 Changes to the database schema may be
considered at a later time, as will overall site design modifications.
These issues are being investigated by means of other grant-funded proj-
ects, which can provide flexible, “test-bed” approaches to the use of the
HealthLinks database for applications focused on more specific needs
of clinicians.49,50
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