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1.1. Organización de la memoria 
 
En este punto se pretende mostrar la estructura de la memoria dividida por sus 
apartados más importantes, junto con una breve descripción del contenido que 
podemos encontrar en cada uno de ellos: 
 
• Introducción: Como su propio nombre indica este apartado sirve de 
introducción del proyecto y está dividido en los siguientes puntos: 
 
o Organización de la memoria: El punto en el que nos encontramos. 
 
o Contexto: En este punto se habla de la empresa y se sitúa al lector 
en el contexto temático. 
 
o Definición del proyecto: Aquí se describe el proyecto, las 




• Metodología: En este apartado se describe la metodología que se ha 
seguido a la hora de desarrollar el proyecto. 
 
 
• Gestión del proyecto: En este capítulo se muestra la gestión que se ha 
realizado del proyecto. Se divide en dos puntos: 
 
o Planificación temporal: Muestra la evolución temporal de las 
diferentes fases del proyecto. 
 




• Estudio del entorno de negocio del proyecto: En este apartado se 
describen los aspectos más importantes del estudio realizado sobre el 
entorno de negocio del proyecto. Éste consiste básicamente en un estudio 
sobre las principales plataformas portuarias nacionales.  
 
 
• Análisis y Especificación: En este apartado, se describen los procesos más 











se realiza un análisis completo de las funcionalidades que debe satisfacer el 
sistema. Se divide en los siguientes puntos: 
 
o Identificación de los usuarios participantes y finales: En este 
punto se identifican los diferentes “stakeholders” del proyecto. 
 
o Definición de los requisitos: Aquí se especifican los requisitos, 
tanto funcionales como no-funcionales, que debe satisfacer el 
sistema. 
 
o Modelo conceptual de datos: En este punto se elabora el modelo 
de datos del sistema, resultante del análisis realizado del mismo. 
 
 
• Diseño: En este apartado, se describen los procesos más importantes 
seguidos de la fase de Diseño del sistema. En esta fase se diseña 
completamente toda la arquitectura del sistema. Se divide en los siguientes 
puntos: 
 
o Definición de la arquitectura del sistema: En este punto se 
describe el nivel de arquitectura escogido para el sistema, así como 
los patrones de diseño que se deben implementar. 
 
o Especificación del entorno tecnológico: Aquí se comenta cuál es 
el entorno tecnológico que rodea al proyecto, en el cual se trabaja, 
tanto a nivel de hardware como de software. 
 
o Diseño de las diferentes Capas del sistema: En este punto se 
mostrará el diseño completo del sistema. Para ello, se dividirá en las 
diferentes capas que lo formen y, para cada una de las capas, se 
mostrará el diseño de su modelo de datos correspondiente. 
 
 
• Implementación: En este apartado, se describen los procesos más 
importantes seguidos de la fase de Implementación del sistema. En esta 
fase se describen las tecnologías utilizadas, así como los aspectos más 
importantes referentes al propio desarrollo del sistema en sí. Se divide en 
los siguientes puntos: 
 
o Tecnologías utilizadas: En este punto se describen los lenguajes de 
programación y diferentes herramientas tecnológicas utilizadas en el 
desarrollo del sistema. 
 
o Implementación de las diferentes Capas del sistema: Aquí se 











mejor comprensión, se dividirá en las diferentes capas que lo 
formen, y que se habrán especificado en la fase anterior de Diseño. 
 
o Visión completa del sistema: Aquí se mostrará una visión de todas 
las clases implementadas del sistema. 
 
o Testeo: Por último, en este punto se describirán los procesos y/o 
fases de pruebas realizadas para validar el funcionamiento y 
funcionalidad del sistema.  
 
 
• Futuras ampliaciones: En este apartado se describen futuras ampliaciones 
que se podrían hacer respecto a este proyecto. 
 
 
• Conclusiones: En este apartado se describen las conclusiones más 
importantes obtenidas a la finalización del proyecto. Se divide en los 
siguientes puntos: 
 
o Conclusiones técnicas: Se describen las conclusiones que tienen 
que ver con el apartado técnico del proyecto: Objetivos cumplidos, 
planificación final, grado de éxito conseguido, etc. 
 
o Conclusiones de valoración personal: En este punto se describen 
las conclusiones obtenidas con la realización de este proyecto a nivel 
personal. Se realiza una valoración personal y se evalúa el grado de 
satisfacción de la empresa con el resultado del proyecto. 
 
 
• Bibliografía: Recoge todas las fuentes de información consultadas y 
utilizadas en el transcurso de la realización del proyecto. 
 
 
• Anexo:  
 
o Glosario: S%/##&##),&#)%)#&&
% +B #  /# % %    &+#% &5 )
)"#/%)%"#)+4) 
 
o Índice de ilustraciones: Índice de las figuras e ilustraciones que 














1.2.1. Dónde se ha desarrollado el proyecto 
 
El proyecto se enmarca dentro de la modalidad B, por tanto éste se ha realizado en 
un entorno profesional real de una empresa. Esta empresa es SC Trade 
Technologies (antes Soft Catalunya S.L.). 
 
SC  Trade Technologies  es una 
compañía con más de 15 años de 
experiencia aportando soluciones IT en 
el sector del Comercio Exterior. 
Relevante en el sector, dispone 
actualmente una base extensa de clientes entre transitarios, agentes de aduanas y 
operadores logísticos. 
 
La misión de la empresa es la de proporcionar servicios de consultoría de alto valor 
añadido para la gestión del transporte internacional de mercancías, gestión 
aduanera y operadores logísticos aportando soluciones que faciliten a los clientes 
conseguir sus retos de negocio. 
 
La compañía tiene como visión ser líder en prestación de servicios de consultoría en 
la redefinición de procesos, tecnología y outsourcing en el sector del transporte y 
comercio exterior que permitan a las empresas adquirir ventajas competitivas 
sostenibles. 
 
La potencialidad de la compañía se basa, entre otros, en los siguientes factores de 
éxito:  
 
• Factor humano: Equipo multidisciplinar; consultores expertos en comercio 
internacional, ingenieros, abogados y diseñadores, que asegura la correcta 
implantación de las soluciones poniendo al tecnología al servicio del negocio 
y no viceversa. 
 
• La tecnología como fuente de ventajas competitivas: SC Trade 
Technologies es fabricante y propietaria de sus propias soluciones IT que 
posteriormente implanta en sus clientes. Los productos están diseñados 
desde la perspectiva del negocio y con el objetivo de conseguir ventajas 
competitivas mediante una diferenciación en costes (optimizando procesos) 
o diferenciación en servicios (aportando soluciones innovadoras). La 
implantación de nuestras soluciones va acompañada de una labor de 
consultoría de negocio que ayuda a correlacionar la implantación tecnológica 













• IBM: Bussines Partner de IBM, le permite posicionarse como proveedor de 
calidad en Hardware, Software y Servicios para un segmento de clientes 
muy exigente. 
 
En SC Trade Technologies están enfocados y especializados en aportar soluciones y 
servicios a los siguientes agentes: 
 
• Agentes de aduanas. 
• Transitarios. 
• Consolidadores  neutrales (N.V.O.C.C.). 




1.2.2. Para quién se ha desarrollado el proyecto 
 
SC Trade Technologies prepara el lanzamiento para el 2010 de su nuevo ERP de 
gestión empresarial enfocado para el Comercio Internacional. Bitácora ERP es el 
sistema de gestión más moderno del mercado y está especialmente diseñado para 
maximizar la eficiencia interna de los procesos de la empresa y a la vez desarrollar 
nuevas fuentes de ventajas competitivas mediante sus innovadoras 
funcionalidades. 
  
Mi proyecto se engloba dentro de este otro proyecto de mayores dimensiones como 
es Bitácora ERP, más concretamente, consistirá en la realización de una parte de 
este ERP. Por tanto, los clientes para los cuales se haya desarrollado el proyecto 
serán todos aquellos que implanten este sistema. 
 
Actualmente SC Trade Technologies cuenta con varios clientes, algunos de ellos 
son: GRUPO DE EMPRESAS MASIQUES, SPAIN-TIR/DB SCHENKER, KENWOOD, 

















Dado que el proyecto se basa en la realización de una parte de un sistema ERP, lo 
primero que se ha de documentar es en qué se basa la tecnología ERP. 
 
Los sistemas ERP (Planificación de Recursos Empresariales) son sistemas de 
gestión de información que integran y automatizan muchas de las prácticas de 
negocio asociadas con los aspectos operativos, productivos o de distribución de una 
empresa o compañía comprometida en la producción de bienes o servicios. Se 
caracterizan por estar compuestos por diferentes partes integradas en una única 
aplicación, estas partes suelen corresponder a cada uno de los diferentes 
departamentos de una empresa, por ejemplo: producción, ventas, compras, 
contabilidad, RRHH, logística, etc. 
 
Los objetivos principales de los sistemas ERP son: 
 
• Optimización de los procesos empresariales. 
• Acceso a toda la información de forma confiable, precisa y oportuna 
(integridad de datos). 
• La posibilidad de compartir información entre todos los componentes de la 
organización. 
• Eliminación de datos y operaciones innecesarias de reingeniería. 
 
 El propósito fundamental de 
un ERP es otorgar apoyo a 
los clientes del negocio, 
tiempos rápidos de respuesta 
a sus problemas, así como un 
eficiente manejo de 
información que permita la 
toma oportuna de decisiones 
y disminución de los costos 
totales de operación. 
 
Los ERP son sistemas software que se caracterizan por ser modulares, integrales y 
adaptables a las necesidades del cliente. Además un ERP no es solo una aplicación 













Una vez definido el concepto de ERP, nos centramos en concreto en el producto 
desarrollado por SC Trade. Tal y como se ha comentado anteriormente, Bitácora 
ERP es un sistema de gestión empresarial enfocado para el Comercio Internacional. 
Las características más importantes de éste son: 
 
• Vertical: Especializado para el sector. 
• Multi: Multi-empresa, multi-idioma, multi-esquema contable, multi-divisa… 
• Innovador: 100% web, multi-plataforma. 
• Integral: Permitiendo controlar todos los procesos de la compañía. 
• Modular: Ajustándose a las necesidades de la organización. 





Los módulos que forman Bitácora ERP son: 
 
• Gestión aduanera y DAP/ADT (Depósito Aduanero Público/Almacén Depósito Temporal) 
o Expedientes 
o Gestión de servicios aduaneros. 
o Gestión del DAP / ADT. 
o Gestión de pendencias. 
o Liquidaciones. 
o Servicios para aduaneros. 
o Posicionamientos. 
o Gestión de sanciones. 
o Envío y recepción EDI en tiempo real con AEAT (Agencia Tributaria). 
o Consulta on-line a TARIC vía AEAT 
 
• Gestión del tráfico (Forwarding) 
o Gestión de Bookings (Reserva de carga). 
o Viajes y Grupajes. 
o Contenedores. 
o Partidas. 
o Gestión de Tarifas jerárquica. 
o Corresponsales. 
o Rendimientos y análisis de coste/beneficio (BI) 
o Informes (albaranes, BLs, órdenes de recogida, entrega, aviso de 












• Módulo de integración 
o Integración con AEAT. 
 
• Finanzas, contabilidad y gestión de activos. 
• Gestión de entidades, unidades de negocio y terceros (business partners) 
• Gestión de la cadena de suministro. 
o Compras. 
o Gestión de Proveedores. 
o Gestión del inventario. 
 
• Gestión de ventas y facturación. 
• CRM. 
• Análisis para la toma de decisiones: Business intelligence (BI) 
1.3. Definición del proyecto 
1.3.1. Descripción del proyecto 
 
Como se ha comentado anteriormente, mi proyecto se engloba dentro del proyecto 
de desarrollo del sistema Bitácora ERP, concretamente consiste en realizar un 
módulo de este sistema. 
 
Una de las funcionalidades que incluye este sistema es la de proporcionar a los 
clientes que deseen realizar operaciones de comercio internacional de mercancías, 
una completa gestión de todos los trámites necesarios para ello, todo a través del 
sistema. Este propósito se consigue mediante varios módulos que forman parte del 
ERP, como por ejemplo el módulo de integración (con integración con PortIC, la 
AEAT, etc.), el módulo de gestión aduanera o el módulo de tráfico. 
 
Mi proyecto consistirá, en concreto, en realizar un módulo llamado SCBUS que 
actuará como un bus de comunicación de datos entre el sistema ERP y las 
diferentes entidades tecnológicas asociadas a las autoridades portuarias, por 
ejemplo PortIC (Plataforma tecnológica del puerto de Barcelona) o 
Valenciaportpcs (Plataforma del Sistema de la Comunidad Portuaria de Valencia). 
A su vez, al módulo también estará integrado con los respectivos socios 
tecnológicos de estas autoridades, como por ejemplo Inttra y GT Nexus, que son 
proveedores mundiales líderes en soluciones de comercio electrónico. 
 
Cada uno de los servicios que ofrecen las plataformas portuarias supone un 
intercambio de datos/información en mensajes entre los respectivos agentes 
involucrados en el servicio correspondiente. El problema radica en que la forma de 
comunicación de estos datos puede ser diferente para las diferentes plataformas 













• Datos/Información incluida: Un mismo servicio/mensaje puede incluir 
una parte de información común o estándar y otra parte adicional u 
optativa, diferente según la plataforma portuaria correspondiente desde la 
cual se debe gestionar. 
 
• Formato de codificación de los mensajes: Un mismo servicio o servicios 
diferentes pueden estar codificados en diferentes formatos. Algunos de ellos 
son: 
 
o EDIFACT: Tanto PortIC como valenciaportpcs ofrecen este formato. 
 
o EDISIMPLEX: Formato ofrecido por PortIC. 
 
o XML: Tanto PortIC como valenciaportpcs ofrecen este formato. 
 
o Fichero plano: Formato ofrecido por valenciaportpcs. 
 
• Canales de envío y recepción de los mensajes: El canal de envío de los 
mensajes puede variar según la plataforma portuaria o según el tipo de 
servicio. También es posible la posibilidad de enviar por diferentes canales 
un mismo mensaje/servicio. Algunos de estos canales son: 
 
o FTP: En PortIC es posible el envío de mensajes vía ftp. 
 
o E-mail: También es posible, en PortIC, el envío de mensajes vía 
correo electrónico. 
 
o Mensajería electrónica: Valenciaport ofrece esta vía de 
comunicación en algunos servicios. 
 
o WebServices: Valenciaportpcs ofrece la posibilidad de comunicar 
algunos servicios mediante WebServices. 
 
o PortICConnector: Es una aplicación Java propia de PortIC que 
gestiona el envío y recepción de mensajes conectando con su propio 
servidor a través de un WebService. 
 
o Valenciaportpcs.net: Es una aplicación propia de valenciaport que 
permite de una forma sencilla e intuitiva, gestionar y realizar 
cualquier servicio disponible en esta plataforma portuaria. La 
aplicación dispone de unas interfaces gráficas potentes, eficientes y 
rápidas para la introducción de datos y la gestión de información a 
través de los servicios de valenciaportpcs. 
 
Con todo esto, podemos imaginar la cantidad de datos diferentes que debe manejar 











simplemente cualquier empresa que desea realizar una importación/exportación de 
mercancías.  
 
Imaginemos que una empresa de transporte trabaja con comunicación con el 
puerto de Barcelona y el de Valencia, y quiere realizar un mismo servicio en ambas 
plataformas. Entonces debería tener en cuenta todos los factores comentados 
anteriormente y, es más, es muy posible que tuviera que tener las dos aplicaciones 
propias de cada plataforma (PortICConnector y valenciaportpcs.net) instaladas y 
entonces utilizaría cada una de ellas para el envío de su correspondiente servicio, 
con todas las incomodidades que ello supone. 
 
Todo esto es lo que se pretende evitar con el sistema Bitácora ERP y, más 
concretamente, con el bus de datos. Este sistema ofrecerá la posibilidad, a una 
empresa cliente que lo implemente, de realizar cualquier petición de servicio 
ofrecido por las plataformas portuarias, de  manera que será el bus de datos el que 
realizará la conexión con la plataforma correspondiente de forma totalmente 
transparente para el cliente.  
 
Además, la información que deberá introducir el cliente en el sistema ERP para 
construir el mensaje de petición de un servicio, será siempre la misma para el 
mismo servicio, y el formato de los mensajes también será estándar (XML) 
independientemente de la plataforma portuaria sobre la cual se debe realizar el 
envío. 
 
De este modo y, resumiendo, mi proyecto de Bus de Datos deberá construir los 
mensajes específicos de cada uno de los servicios ofrecidos de las diferentes 
plataformas portuarias, partiendo de la información estándar introducida en el 
sistema ERP, y realizar la comunicación entre éstas y el sistema ERP para realizar la 
gestión del envío y recepción de dichos mensajes. 
 
1.3.2. Motivaciones personales 
 
Desde un principio tenía bastante claro que, si surgía la posibilidad, quería realizar 
el Proyecto de Fin de Carrera en una empresa, ya que esto me supondría trabajar 
en un proyecto real y también me brindaba la ocasión de trabajar en un entorno 











laboral y aplicar los conocimientos adquiridos a lo largo de estos años en la 
facultad. 
 
Además de todo esto, la realización de este proyecto, en concreto, me daba la 
oportunidad de trabajar con nuevas tecnologías y herramientas que desconocía y lo 
cual supone una motivación adquirir dichos conocimientos, así como también 
conocer aspectos del entorno de todo el mundillo del comercio internacional. 
 
Todo esto y la satisfacción de poder culminar mis años de estudio en esta carrera 
con este proyecto, si se ven cumplidos los objetivos marcados, suponen mis 
grandes motivaciones personales. 
 
 




El Alcance de un proyecto es la suma de los productos y servicios provistos por el 
mismo. De esta manera para definirlo se deben describir de manera breve y 
concisa esos aspectos. 
 
Con esta definición, podemos concluir que el alcance de este proyecto se basa en la 
creación de un producto, concretamente un módulo de un ERP, que sirva de 
solución para la comunicación entre el propio ERP y las diferentes entidades 
tecnológicas a las autoridades portuarias elegidas, para el intercambio de datos. El 
principal servicio provisto por este producto es que un cliente pueda solicitar 
cualquier servicio ofrecido por estas autoridades. Ello incluirá el análisis, diseño, 
desarrollo e implementación de dicho módulo. También incluye la implantación y su 
pertinente período de pruebas. Por último, también incluye la realización de esta 
memoria de proyecto a modo de documentación. 
 
 
Propósito y Objetivos 
 
El contenido de este apartado es determinar cuáles son los objetivos del proyecto. 
En un principio se definirá el propósito del proyecto, o sea, el porqué de la 
realización de éste, y seguidamente se determinarán los objetivos específicos 
marcados que hay que conseguir para que éste tenga éxito. Tener muy claro los 
objetivos de nuestro proyecto es un trabajo imprescindible, ya que los requisitos y 
casos de uso se especifican para que se cumplan esos objetivos. 
 
El Propósito que se quiere conseguir con la realización de SCBus, tal y como se ha 
comentado en el apartado de descripción del proyecto, es que los clientes que 
implementen el sistema Bitácora ERP, puedan realizar a través de éste toda la 











nacionales, sin necesidad de comunicarse directamente con dichas entidades 
portuarias. 
 
Para satisfacer este propósito, se marca el Objetivo principal del proyecto, que 
será el de construir un módulo del sistema Bitácora ERP que realice la comunicación 
entre éste y las diferentes entidades tecnológicas portuarias escogidas, para el 
intercambio de información. Dicha información representaran datos encapsulados 
en mensajes, pertenecientes a servicios ofrecidos por las plataformas portuarias 
implementadas, de manera que los clientes/usuarios del sistema puedan hacer 
peticiones sobre estos servicios de igual manera que lo harían de forma 
independiente para cada entidad portuaria. 
 
Este Objetivo general y principal incluye el cumplimiento de unos sub-objetivos 
puntuales a nivel personal que coinciden temporalmente con las fases del ciclo de 
vida del proyecto. Algunos de estos sub-objetivos son: 
 
- El primero de los objetivos a cumplir a nivel personal es adquirir 
conocimientos sobre el entorno y el contexto del proyecto. Esto es, estudiar 
todo lo referente al mundillo del transporte marítimo y realizar un estudio de 
análisis de las entidades tecnológicas asociadas a las principales autoridades 
portuarias nacionales. En este estudio se identifican los servicios ofrecidos 
por éstas, así como su tecnología (arquitectura, formatos de codificación de 
mensajes, vías de comunicación e integración, etc.) 
 
- Otro de los sub-objetivos del proyecto a cumplir a nivel personal consiste en 
realizar un estudio de las tecnologías que se aplicarán en la realización del 
proyecto (Java, JDBC, XML, WebServices, etc.). Una vez identificadas se 
deberá adquirir conocimientos sobre éstas a través de una pequeña 
formación. 
 
- El Objetivo general de desarrollo del módulo del ERP podría desglosarse en 
varios objetivos identificados con las fases de desarrollo (análisis, 
especificación, diseño, implementación, pruebas, etc.) con todas las 
actividades que estas etapas conllevan, pero a nivel de objetivos lo 
consideraremos como un solo objetivo. 
 
- Otro de los objetivos a cumplir en este proyecto es la realización de la 
memoria de proyecto debidamente cumplimentada con el reglamento 
existente. 
 
A la conclusión de este proyecto se comprobará el grado de cumplimiento y el 



























La metodología que se va a seguir para el desarrollo de este proyecto se basa en la 
normativa de metodología llamado MÉTRICA. Digo que se basa porque no se va a 
seguir fielmente la metodología a “pies juntillas”, sino que simplemente servirá de 
referencia para determinar las etapas o fases que seguirá el proyecto y ALGUNAS 
de sus respectivas actividades a realizar en cada una de ellas. 
 
Esta normativa es el estándar del Ministerio de Administraciones Públicas para 
realizar proyectos tecnológicos con Sistemas de Información. MÉTRICA define las 
etapas/procesos, sus actividades y envíos y propone técnicas y métodos de trabajo 
y guías de “gestión del proyecto”. La elección de esta metodología se debe a que la 
definición de sus fases se asemeja con las principales etapas del ciclo de vida 
clásico de un proyecto. 
 
La metodología basada en el ciclo de vida clásico no permite volver hacia atrás para 
realizar un rediseño total de una etapa, una vez se ha avanzado a otra etapa 
posterior (sólo se permite para corregir pequeños errores y realizar pequeñas 
modificaciones).   
 
Aún así, se ha escogido esta metodología por dos razones básicas: La primera es 
que disponemos de una fecha de finalización del proyecto detallada y el tiempo de 
realización está muy acotado y no es muy extenso, por tanto debemos asegurar 
una evolución continua en el proyecto (no nos podemos quedar rediseñando 
continuamente etapas anteriores). La segunda es que con esta metodología se da 
mucha importancia a la fase de análisis y especificación, lo que nos permite definir 
y saber muy bien, en todo momento, qué y cómo queremos construir. 
 



































3. ESTUDIO DE VIABILIDAD 

3.1. Gestión del proyecto 
 
Tal y como se ha comentado en el punto anterior, la metodología que se va a seguir 
para el desarrollo del proyecto se basa en la normativa MÉTRICA, que servirá de 
inspiración. 
 
Se entiende por gestión de un proyecto el planificar (objetivos, tiempo), organizar, 
actuar (ejecutar tareas, tomar decisiones) y controlar toda la totalidad del 
proyecto. 
 
La posibilidad de poder realizar el proyecto en el entorno de trabajo de una 
empresa real ofrece algunas ventajas a la hora de gestionar el proyecto, como por 
ejemplo, el hecho de tener un horario de trabajo marcado y unas horas de 
dedicación diarias obligatorias, que ayuda a no sufrir irregularidades en la carga de 
trabajo, como podría suceder si el proyecto se realizase por cuenta propia. 
 
Otra ventaja es la de disponer de un jefe de proyecto que ayuda a llevar la gestión 
del mismo, como también el hecho de trabajar en un entorno real con más 
trabajadores, cosa que ayuda a la estimulación en el trabajo. 
 
A continuación se mostrarán dos aspectos relevantes a la hora de gestionar un 




3.1.1. Coste temporal 
 
Para poder determinar, de alguna manera, lo que va a suponer el coste temporal 
del proyecto, hace falta realizar una buena planificación inicial del mismo. Esto 
permitirá ajustar el calendario con las estimaciones del tiempo que se le va a 
dedicar a cada una de las fases del proyecto y de esta manera podremos detectar 
caminos críticos que puedan suponer desviaciones y problemas en el transcurso del 
mismo. De esta manera podremos llevar una buena gestión durante el transcurso 
del proyecto. 
 
Para llevar a cabo esta planificación existen diversas técnicas de gestión. Algunas 













Las técnicas PERT trabajan con distintos conceptos de programación temporal. Són 
técnicas basadas en grafos y permiten calcular el coste temporal de un proyecto así 
como caminos críticos marcados por las dependencias entre tareas. 
 
Sin embargo, en este proyecto se utilizará la técnica del diagrama de Gantt que 
permite representar temporalmente todas las fases o tareas del proyecto, así como 
las dependencias entre ellas (cosa que permitirá detectar el camino crítico), las 
cargas de trabajo o los recursos necesarios entre otras cosas. 
 
A continuación se muestra el diagrama de Gantt con el coste temporal definitivo del 
























Tal y como se puede apreciar en el diagrama anterior, la duración aproximada del 
proyecto es de 200 días. El proyecto se inicia el 16 de Noviembre de 2009 y finaliza 
en su totalidad hacia el 20 de Junio de 2010. Sin embargo, hay que tener en cuenta 
una particularidad: Al tratarse de un proyecto de modalidad B, éste se realiza en 
una empresa bajo un convenio de cooperación educativa. La duración de dicho 
convenio está entre los 5 y 6 meses, (comienza el mismo día del inicio del proyecto 
y acaba el día 30 de Abril de 2010). 
Con lo comentado anteriormente quiero decir que, a la finalización del convenio de 
cooperación educativa con la empresa, el proyecto debe haber finalizado todas sus 
fases de desarrollo, exceptuando la documentación del mismo que debe realizarse 
fuera de horas laborables. 
El proyecto se puede dividir en 6 grandes fases. A continuación se comentan los 
aspectos más importantes de cada una en relación a su planificación: 
 Estudio del proyecto: Se trata de la fase inicial del proyecto y su duración 
aproximada es de 2 semanas. Comprende desde el inicio del mismo el día 
16 de Noviembre de 2009 hasta el final de dicho mes. 
 Análisis y especificación: La siguiente gran fase comprende las etapas de 
análisis y especificación del proyecto. Su duración aproximada es de 3 
semanas y va desde el inicio del mes de Diciembre hasta el día 21 
aproximadamente. 
 Diseño: La fase de diseño también tiene una duración aproximada de 3 
semanas. Se desarrolla la última semana de Diciembre y las dos primeras de 
Enero de 2010. En este período hay que tener en cuenta los numerosos días 
festivos que hay. 
 Implementación: Esta es la fase más importante y más costosa del 
proyecto donde se desarrolla el sistema. Su duración comprende desde 
mediados/finales del mes de Enero hasta mediados del mes de Abril. Al 
tratarse de una fase tan amplia es difícil planificar con exactitud su coste 
temporal. 
 Testeo: Durante la fase de implementación se van realizando pequeñas 
fases de testeo para probar las diferentes funcionalidades. Sin embargo, es 
al final de la implementación cuando se realiza una fase de testeo final. Ésta 
se realizará las últimas semanas del mes de Abril y comprenderá hasta la 
finalización de dicho mes, cuando se acaba el periodo de duración del 
convenio de cooperación educativa con la empresa, dejando los siguientes 
meses de Mayo y Junio para acabar la fase de documentación. 
 Documentación: Esta fase comprende sobretodo la realización de este 
documento de memoria de proyecto. Ésta se va realizando durante toda la 
totalidad del proyecto y fuera de horario laboral, para no dejarlo todo hasta 











Otros documentos a realizar son el Informe de proyecto que se realiza unos 3 
meses antes de la presentación del mismo y el powerpoint de presentación del 
proyecto. El primero no aparece en la planificación, pero se calcula que se realiza 
para finales del mes de Marzo o el principio del mes de Abril. El segundo se 
realizará durante la primera mitad del mes de Junio, ya que se calcula que la 
presentación del proyecto será a finales de dicho mes. 
 
 
3.1.2. Coste económico 
 
Para la realización de la gestión del coste económico del proyecto, tendremos en 
cuenta dos escenarios diferentes: 
 
En el primer escenario solo tendremos en cuenta el coste que supone para la 
empresa la realización de dicho proyecto. O sea que no tendremos en cuenta lo que 
le costaría a la empresa la subcontratación del proyecto a otra empresa para que 
ésta lo realizase o el coste de haber montado realizado el proyecto sin la ayuda de 
la empresa. 
 
En el segundo escenario se calculará lo que realmente cuesta la realización del 
proyecto de una manera aproximada. Este es el caso de haber tenido que afrontar 






Para hacer una valoración del coste del proyecto se tienen que tener en cuenta 
principalmente los recursos utilizados para su realización. En este sentido se puede 
hacer una distinción entre recursos humanos y recursos materiales. Estos últimos, 
a su vez, también los podemos dividir en hardware y software. 
 
Coste del hardware 
 
Todo el hardware utilizado en la realización del proyecto forma parte de los 
recursos de la empresa. Tanto el PC utilizado, como los periféricos, servidores, etc. 
Al ser hardware ya disponible para la propia empresa, ésta no ha tenido que 
realizar un gasto económico especialmente para mi proyecto. Con esto quiero decir 
que el hardware que se ha utilizado para la realización del proyecto es hardware 
perteneciente a los recursos de la empresa en la cual se ha realizado, y ésta no ha 
tenido que realizar un gasto adicional comprando recursos para mi proyecto. 
 
Por tanto, consideraré que el coste del hardware utilizado para mi proyecto es nulo. 
 
 












El software utilizado para la realización de este proyecto también ha sido 
proporcionado por la propia empresa y es el software específico con el cual trabajan 
y realizan todos los proyectos. Por tanto, se trata de software para el cual ya se 
realizó un gasto económico comprando las respectivas licencias a las empresas 
proveedoras. 
 
La realización de mi proyecto no ha supuesto la necesidad de obtener ningún tipo 
de software adicional que no dispusiese la propia empresa, con lo cual no ha sido 
necesario realizar un gasto económico en la compra de software para mi proyecto. 
 
Por tanto, con esto también consideraré que el coste del software utilizado para mi 
proyecto es nulo. 
 
 
Coste de recursos humanos 
 
El proyecto ha sido desarrollado en su totalidad por una sola persona, que he sido 
yo, aunque siempre bajo la supervisión del jefe de proyecto de la empresa. Por 
tanto se trata de un proyecto en el cual el equipo de trabajo, o sea, los recursos 
humanos, es mínimo. 
 
Los recursos humanos también producen gasto económico en el proyecto, debido a 
la retribución económica que deben percibir como fruto de su trabajo. En este caso, 
solo se tendrá en cuenta la retribución percibida por mi persona. 
 
Al estar trabajando bajo un Convenio Universidad-Empresa, la retribución pagada 
por la empresa en este caso es la mínima que marca dicho convenio, que es de 
7€/hora. La jornada laboral pactada por las dos partes era de 6 horas/día, y el 
período de duración del convenio ha sido de 6 meses en total. 
 
Con todos estos datos podemos calcular el coste económico del proyecto en 
recursos humanos que es el siguiente: 
 
TARIFA PRECIO/HORA: 7€/hora. 
HORAS DEDICADAS AL PROYECTO: 6h/día. 
DURACIÓN DEL PROYECTO: 6 meses (Desde Noviembre del 2009 a Abril de 2010 
incluido). 
DÍAS LABORABLES DEL PERÍODO DE DURACIÓN: 115 días laborables. 
 
TOTAL: 115 días x 6h/día x 7 €/hora = 4830 € 
 
 
Por tanto, con todas las suposiciones que se han comentado anteriormente, se 
puede afirmar que la realización de este proyecto le ha supuesto a la empresa un 















En este escenario se calculará el coste real de realizar el proyecto como si se 
hubiese tenido que montar una pequeña sociedad para su realización. Por tanto, en 
este coste se incluirán los costes de ocupacionales que surgen de tener que alquilar 
un local, pagar todos los suministros, costes de mobiliario, etc. Estos costes se 





El principal coste que se deriva de los gastos 
ocupacionales surge de la necesidad de tener un local 
en el cual se desarrolle el proyecto. El local escogido 
tiene un coste de 400 € mensuales. 
 
A parte del local también se deberá adquirir un 
mobiliario mínimo para poder colocar las estaciones de 
trabajo. Como mobiliario para el negocio son 
necesarios los siguientes elementos: una silla de escritorio, una mesa de escritorio 
y una estantería. El hecho de que el proyecto sea desarrollado por una sola persona 
hace que solo se necesite una silla y una mesa. La estantería puede servir para 
colocar el servidor pero en principio no será su principal función. 
 
La mesa de escritorio escogida es una mesa bastante normalita, ya que su única 
función es la colocar el equipo con el se trabajará. El coste de la mesa de escritorio 
es de 135 €. El coste de una silla bastante buena y cómoda es de 75 € y el de una 













A estos costes hay que sumarles otros costes en base a suministros necesarios para 
el local como la factura de la luz y la factura de Internet. Se calcula en unos 100 € 
más al mes en base a todos los suministros. 
 













El principal hardware necesario para la realización del proyecto es el siguiente:  
 
Un ordenador con el cual se desarrollará el proyecto, con sus periféricos habituales: 
pantalla, teclado y ratón. Incluye el sistema operativo Microsoft Windows y el 
software Microsoft Office 2007. Dado a que el futuro de la empresa no estaría 
asegurado y de momento solo se necesita la estación de trabajo para este proyecto 
se ha decidido que lo más sencillo de momento es contratarlo con el pack que 
Telefónica ofrece a emprendedores a un precio de 30€ mensuales. 
 
Otro principal elemento de hardware necesario es el servidor. En la empresa SC 
Trade Technologies se disponía de un servidor AS/400. El sistema AS/400 es un 
equipo de IBM de gama media/alta que también se integra con el sistema de base 
de datos DB2. La compra o renting de un equipo de estos es bastante cara. Sale a 
cuenta si se le va a sacar el máximo rendimiento y provecho, pero para este 
proyecto no sería necesario disponer de un equipo de tan alta gama. 
 
Para este proyecto seria suficiente con el servidor DB2 de Windows. El coste de 
esto no se contemplará ya que es un contenedor de miles de datos y centenares de 
aplicaciones.  
 
Por último, como elemento de hardware también se considerará necesaria la 
adquisición de una impresora. La impresora escogida es una láser HP con un coste 
de 130 €. 
 
Coste del software 
 
El software necesario para el desarrollo del proyecto es el siguiente: 
 
 Racional Application Developer: IDE para el desarrollo del sistema. El coste 
de la licencia es de 3.870 € con un mantenimiento de 12 meses. 
 
 S.O. Microsoft Windows XP Professional: Viene incluido en el coste del PC. 
 
 Microsoft Office 2007: Viene incluido en el coste del PC. 
 
 Sistema gestor de Base de Datos DB2: Se puede utilizar el SGBD DB2 
Enterprise Server Edition que es la herramienta que gestiona y proporciona 
las bases de datos DB2. El coste de una licencia es de 4.526 € por servidor. 
Un servidor puede soportar una carga de 5 bases de datos, con lo cual, se 
estima que el coste por base de datos es de: 4526/5 = 905 €. Además el 
tiempo de amortización para esta licencia es de 60 meses, con lo cual el 
coste proporcional del proyecto será mucho menor. 
 
 Navegador: Internet Explorer incluido en S.O. Microsoft Windows y Mozilla 














Coste de recursos humanos 
 
El proyecto es desarrollado en su totalidad por una sola persona. Por tanto se trata 
de un proyecto en el cual el equipo de trabajo, o sea, los recursos humanos, es 
mínimo. En el escenario 1 se calculó el coste total que supone la retribución de una 
sola persona que ha sido contratada a media jornada (6 horas al día) a razón de 
7€/hora para realizar el proyecto durante los mese de duración del convenio de 
cooperación educativa (6 meses).  
 
Estas condiciones, para este escenario, se mantendrían pero al no existir ningún 
convenio, la duración del proyecto incluiría la realización de la documentación 
relacionada con éste (en el escenario 1 esta tarea se realizaba fuera del horario 
laboral). 
 
Por tanto, en este escenario el coste de recursos humanos debe contemplarse en la 
totalidad del proyecto, cuya duración se ve alargada durante 2 meses más 
adicionales como consecuencia de la realización de la documentación necesario. 
 
Con esto tenemos que el coste total de recursos humanos es el siguiente: 
 
TOTAL: 155 días x 6h/día x 7 €/hora = 6510 € 
 
Coste total del proyecto 
 
A continuación se muestra una tabla con el coste total del proyecto aproximado, 










ocupacional 8 meses     
Local   400 €/mes 3.200 € 
Mobiliario   260 € 260 € 
Suministros   100 €/mes 800 € 
Subtotal 
    
4.260 € 
Coste del 
hardware 8 meses     
Equipo de trabajo   30 €/mes 240 € 
Impresora   130 € 130 € 
Subtotal 
    
370 € 
Coste del 
software 8 meses     
RAD   3870 €/12 meses 2.580 € 
SGBD DB2 (1 BD)   905 €/60 meses 120 € 
Subtotal 
    
2.700 € 
Coste humano 8 meses 814 €/mes 6.510 € 
TOTAL 




























4. Estudio del entorno del proyecto 
 
El entorno del proyecto es todo aquello que rodea al mismo, en lo que se basa la 
lógica de negocio del proyecto. Normalmente se denomina entorno de negocio y 
forma parte de la temática que incluye el proyecto. Por ejemplo: Un proyecto que 
consista en realizar un software para la realización de matrículas de una 
universidad, deberá incluir un estudio sobre el entorno académico de dicha 
universidad, para conocer toda la lógica que envuelve a ese proceso. 
 
Antes de poder comenzar a desarrollar el software de un proyecto informático se 
debe realizar un estudio del entorno de negocio que envuelve a dicho proyecto, ya 
que esto servirá para conocer toda la lógica que deberá satisfacer el producto final. 
 
El entorno de negocio de este proyecto se enmarca dentro de la temática del 
comercio internacional de mercancías. Tal y como se comentó anteriormente 
en el apartado de Descripción del proyecto, la principal función de la lógica de 
negocio del sistema es la de integrar el software de la empresa SC Trade 
Technologies con las principales plataformas portuarias nacionales, para poder 
gestionar los servicios que éstas ofrecen. 
 
Todo esto deriva en la necesidad de realizar un estudio sobre las principales 
plataformas portuarias nacionales, antes de poder empezar con la fase de análisis y 
especificación del sistema. Las plataformas nacionales que se estudian son las 
siguientes: 
 
 PortIC: Plataforma del puerto de Barcelona. 
 
 Valenciaport: Plataforma de los puertos de Valencia, Sagunto y Gandía. 
 
 BlibaoPort: Plataforma del puerto de Bilbao. 
 
 APBA: Plataforma del puerto de Algeciras. 
 
En este apartado se comentarán las principales características, y factores 
determinantes para el proyecto, extraídos de los estudios sobre las plataformas de 





PotIC es la plataforma tecnológica que 
gestiona el puerto de Barcelona. Su 
misión es mejorar la competitividad de 
las empresas de la comunidad logística 












plataforma tecnológica que facilite la interacción entre todas ellas. 
 
PortIC incrementa la competitividad de las empresas de la Comunidad Logística 
Portuaria mejorando los procesos en eficiencia y eficacia. Es una empresa 
participada por toda la Comunidad Portuaria: 
 
 “Autoritat Portuària de Barcelona”. 
 
 “Associació d'Agents Consignataris de Vaixells de Barcelona”. 
 
 Asociación de Transitarios Internacionales de Barcelona. 
 
 Colegio Oficial de Agentes y Comisionistas de Aduanas de Barcelona. 
 
 “Associació d'Empreses Estibadores Portuàries de Barcelona”. 
 
 e-La Caixa. 
 
 Sabadell Atlántico. 
 
 “Cambra Oficial de Comerç, Industria i Navegació de Barcelona”. 
 
Los principales factores que hacen que PortIC sea más que una plataforma 
tecnológica son los siguientes: 
 
 Red: Facilita la comunicación 
simultánea entre APB (Autoridad 
Portuaria de Barcelona), 
Estibadores, Terminales, Aduanas, 
Transitarios, Consignatarios, 
Agentes de Aduanas Importadores, 
Exportadores, Navieras…lo que 
permite disminuir los tiempos y 
costes de las transacciones. 
 
 
 Reingeniería: Simplifica y automatiza los procedimientos documentales 














 Seguridad: Asegura la confidencialidad de las comunicaciones mediante 
encriptación, comprobación de identidad de emisor y receptor, registro y 
custodia de documentos, confirmación de entregas, etc. 
 
 Uniformidad: Unifica estándares de comunicación que permite la conexión 
entre los diferentes sistemas de la Comunidad Portuaria. 
 





Las soluciones que ofrece PortIC a sus clientes hacen que éstos obtengan unos 
beneficios como consecuencia de su implantación e utilización. Los beneficios 
tangibles más destacados son: 
 
 Eficiencia: Reducción de tiempos en la búsqueda e intercambio de 
información, menos errores de documentación, etc. 
 
 Costes operativos: Disminución de la necesidad de mensajeros, llamadas 
telefónicas, etc. y recursos dedicados a la gestión de expedientes. 
 
 Costes tecnológicos: Reducción de los costes de desarrollo y 
mantenimiento de aplicativos mediante la utilización de una plataforma que 
permite conectar diferentes formatos de distintos sistemas. 
 
 Seguridad: Seguridad jurídica al establecer un marco legal entre las partes, 
seguridad mercantil al garantizar que los usuarios de cada empresa 
dispongan de las autorizaciones necesarias y seguridad en la 
confidencialidad de la información impidiendo accesos no autorizados. 
 
 Crecimiento: Incremento de la capacidad de gestión de mercancías 
mediante la planificación y programación en tiempo real, gestión proactiva 













 Valor al cliente: Excelencia en el servicio al cliente ofreciendo nuevos 
servicios: información en tiempo real del estado de las mercancías, 





PortIC ofrece soluciones adaptadas a las 
necesidades del sector logístico portuario. Los 
servicios sobre los cuales se ofrecen estas 
soluciones son los principales que forman la 
cadena logística portuaria. Estos servicios están 
divididos según el tipo de transporte que se 
desea realizar: Importación o Exportación. Cada 
usuario que desee solicitar uno de estos servicios 
deberá realizar una petición de servicio mediante 
el envío de mensajes/documentos que contengan 




o Descarga del buque: 
 Schedules. 
 Solicitud de Escalas. 
 Notificación de Residuos. 
 Solicitud de Confirmación de Partida. 
 Petición de Manos de Estiba. 
 Declaración Sumaria. 
 Mercancías Peligrosas. 
 Confirmación de Partida y Factura Pro-Forma. 
 
o Pago: 
 Pago electrónico. 
 Factura telemática. 
 
o Aduanas: 
 Confirmación de despacho de la mercancía. 
 






 Mercancías peligrosas. 
 Booking. 
 Solicitud de escalas. 
 Instrucciones de embarque. 
 












 Orden de transporte. 
 Entréguese del contenedor. 
 Admítase de la mercancía. 
 Preaviso de recogida de contenedor vacío. 
 Preaviso de entrega de la mercancía. 
 Notificación de recogida de contenedor vacío. 
 Notificación de entrega de la mercancía. 
  
o Aduanas: 
 Información DUA. 
 
o Carga del buque: 
 Petición de manos de estiba. 
 Manifiesto de carga. 
 
 
Soluciones en tiempo real: Los servicios de PortIC son accesibles mediante 






Como se ha mencionado anteriormente, para solicitar un servicio ofrecido por la 
plataforma PortIC, es necesario el envío de una petición de servicio. Estas 
peticiones consisten en el envío de mensajes o documentos, llamados mensajes 













Existen varios formatos estándares mediante los cuales se pueden codificar y enviar 
dichos mensajes. Estos formatos se han comentado con anterioridad en el apartado 
de Descripción del proyecto. Básicamente son los siguientes: EDIFACT, EDISIMPLEX 
Y XML. 
 
Cada mensaje ESMT perteneciente a un servicio se identifica mediante un nombre, 
los que empiezan por ‘E’  son servicios de exportación y los que empiezan por ‘I’ 
son de servicios de importación.  
 
En la página Web de PortIC se encuentra documentación de cada uno de estos 
mensajes. Para cada mensaje, esta documentación incluye guías de cada uno de 
los formatos de codificación. Estas guías incluyen información sobre el servicio en 
sí: cómo utilizarlo, quién lo envía, qué formato debe tener el mensaje, qué datos se 
deben incluir en el mensaje, qué significa cada dato que se informa, etc. Además 
de esto, para el formato XML, la documentación incluye el Esquema XML del 
mensaje.  
 
También cabe destacar que, para cada servicio o mensaje ESMT, su documentación 
también incluye ejemplos de mensajes reales en cada uno de los formatos de 
codificación. Ejemplos de mensajes en formato EDIFACT, EDISIMPLEX Y XML. 
 
Para más información acerca de 




Los mensajes ESMT de los servicios 
que ofrece PortIC son los que se 
muestran en la figura. 
 
En este proyecto se realizará la 
integración de todos estos 
mensajes, para que así, a través de 
sistema desarrollado se puedan 
gestionar todos los servicios que 


















Integración de los mensajes ESMT 
 
PortIC contiene una serie de herramientas orientadas al usuario que está realizando 
una integración de alguno de los mensajes que procesa la plataforma. Para realizar 
la integración de un tipo de mensaje, se pueden seguir los siguientes pasos: 
 
• Elegir el formato en que se desea trabajar (edifact, edisimplex o xml). 
 
• Construir mensajes de prueba de acuerdo con lo especificado en la 
correspondiente guía. 
 
• Comprobar la validez sintáctica y semántica de cada mensaje de prueba, 
utilizando la herramienta de validación de mensajes. 
 
• Enviar el mensaje a la plataforma de test de PortIC (PortICConnector) y 
monitorizar el resultado de su proceso. Conviene tener en cuenta algunas 
particularidades acerca del entorno de test de esta aplicación: 
 
o Los mensajes enviados no llegarán necesariamente a su destino. No 
se envía ningún documento por e-mail a ningún cliente. 
 
o Los únicos “aperaks” de respuesta que puede recibir son los que 
genera PortIC en caso de detectar errores. Los otros partners (como 
la APB o las terminales) no emiten mensajes de respuesta en este 
entorno. 
 
o Este entorno se utiliza también como plataforma de pruebas para los 
cambios que PortIC hace en su software, por lo que es posible que en 
algún momento determinado el servicio no esté disponible. 
 
Validación de mensajes: 
 
Para acceder a la herramienta de validación de mensajes ir a: 
http://reingtest.portic.net/integracion/. Es necesario identificación mediante un usuario y 
contraseña proporcionados por PortIC. 
 
Una vez se ha accedido a la herramienta, se puede realizar la validación de un mensaje de la 
siguiente manera: 
 
 1º Seleccionar el formato y el tipo de mensaje a validar. 
 2º Insertar el mensaje en el área de texto o si se prefiere, introducir el 














Una vez realizados estos pasos y pulsado el botón Validar, se validará el mensaje y 
se mostrarán los errores detectados o el PDF en caso de que el documento se haya 


















En caso de que la validación del mensaje sea errónea, PortIC le informara de los 
















Envío y recepción de mensajes: 
 
Una vez que se ha comprobado que el mensaje es correcto, se puede probar a 
enviarlo a la plataforma de test de PortIC. Es conveniente realizar esta prueba para 
detectar posibles errores en el envío y comprobar si el mensaje enviado se procesa 
correctamente. 
 




PortICConnector es una aplicación java que gestiona el envío y recepción de 
mensajes conectando con el servidor de PortIC a través de un WebService. Para 




Una vez que se haya enviado el mensaje a la plataforma de test de PortIC, se 
deberá consultar el resultado del proceso. Para ello se puede utilizar la herramienta 






PortIC ofrece unos WebServices a través de los cuales es posible enviar y recibir 
mensajes con la plataforma. Es posible utilizar una API en formato DLL, o bien 
integrarse directamente con los WebServices de PortIC mediante el WSDL, el 






El envío consiste en depositar en el servidor “ftp” de PortIC un fichero con el 
mensaje. Si se escoge esta opción, PortIC proporcionará un usuario para realizar 
dicha conexión. 
 
Una vez conectado, se podrá observar que en su directorio inicial hay diversos 
directorios que representan diversos formatos de envío y recepción. Se debe 
trabajar en el directorio correspondiente. 
 













El canal de envío y recepción de mensajes, escogido en este proyecto será 
mediante la herramienta PortICConnector. El sistema que se desarrolle utilizará 
esta herramienta para gestionar la comunicación con PortIC. 
 
En líneas generales, en este apartado se ha comentado la información más 
importante extraída del estudio sobre la plataforma PortIC del puerto de Barcelona. 
Resulta totalmente imposible comentar todos los aspectos referentes a este 
estudio, para más información consultar la página Web de la plataforma, incluida en 













La Autoridad Portuaria de Valencia (APV), bajo 
la denominación comercial de Valenciaport, es 
la empresa pública responsable de la gestión y 
administración de tres puertos de titularidad estatal situados en el borde oriental 
del Mediterráneo español: Valencia, Sagunto y Gandía. 
 
Valenciaport es el puerto líder del Mediterráneo en tráfico comercial, 
fundamentalmente de mercancías en contenedor, gracias sobre todo a un área de 
influencia dinámica y a una extensa red de conexiones regulares con los principales 
puertos del mundo. Por ello, Valenciaport es la puerta marítima de producción y 
consumo de toda la Península Ibérica, siendo el puerto natural de Madrid y Zona 
Centro. 
 
Este liderazgo se sustenta en: 
 
 Una ubicación privilegiada en el centro del arco mediterráneo occidental, en 
línea con el corredor marítimo este-oeste que atraviesa el Canal de Suez y el 
Estrecho de Gibraltar, lo que posiciona a Valenciaport como primera y última 
escala de las principales compañías marítimas de línea regular entre 
América, Cuenca Mediterránea y Lejano Oriente. 
 
 Unas infraestructuras marítimo-portuarias de última generación. 
Valenciaport dispone de instalaciones especializadas de alto rendimiento 
para todo tipo de tráfico (graneles líquidos, graneles sólidos, mercancía 
general convencional, mercancía general containerizada y pasajeros). 
 
 Una gestión permanentemente orientada hacia la innovación en los diversos 
campos: tecnologías de la información, calidad de servicio, desarrollo 
sostenible, formación de la Comunidad Portuaria, etc... 
 
En concreto, dentro del campo de las tecnologías de la información, Valenciaport ha 
venido apostando desde hace años por estar a la vanguardia en la implantación de 
los más eficientes sistemas de información, siendo pionero dentro del sistema 
portuario español en la introducción de sistemas de intercambio electrónico de 
datos (E.D.I.) o en la puesta en marcha del Sistema de Información Comunitario 
(SIC). 
 
La plataforma tecnológica portuaria de Valenciaport se llama valenciaportpcs.net 
y supone un nuevo hito dentro de la estrategia de innovación al integrar todos los 
sistemas actuales y al vertebrar e integrar los mismos con las plataformas 

















• Fácil acceso a toda la información logística integrada: marítima, portuaria y 
terrestre. Permite obtener información de seguimiento e históricos de las 
operaciones, así como autorizar el acceso a otros agentes involucrados en el 
proceso. 
 
• Superior calidad de servicio y atención a sus clientes. La disponibilidad de 
información de calidad en tiempo real que ofrece el sistema, permite al 
transitario mejorar el servicio ofrecido a sus clientes. 
  
• Mayor eficiencia en las transacciones. Facilita la gestión y capacidad de 
respuesta, lo que se traduce en un ahorro en los costes de hasta un 50%. 
  
• Unificación del acceso y comunicación con las navieras. A través de un único 
punto de entrada, integra y unifica la comunicación e información con las 
navieras y los agregadores mar INTTRA y GT Nexus. 
  
• Reducción de errores. Elimina los errores propios de los sistemas manuales, 
al evitar introducir los datos en distintos soportes (teléfono, fax, etc). 
  
• Mayor facilidad de uso del sistema. Dos modos de integración: Mensajería 
electrónica integrada con las aplicaciones del usuario (Mensajes ESMT) y 





Las mercancías en su paso por un puerto requieren de más planificación y control 
por parte de los operadores, a la vez que éstos deben ser ágiles, flexibles y rápidos 
en la gestión de la carga. Para ello valenciaportpcs.net ofrece servicios que cubren 
las transacciones comerciales y operativas en los ámbitos de mar, puerto y tierra: 
 
 Mar: incluye los servicios relacionados con el envío y formalización de los 
trámites documentales sobre contratación y confirmación de reservas de 
carga (Booking) y de instrucciones de embarque (para la obtención del 
conocimiento de embarque). 
 
 Puerto: incorpora los servicios correspondientes a la realización de la 
gestión electrónica de las solicitudes de escala, la declaración de mercancías 
peligrosas y las declaraciones sumarias de carga y descarga. 
 
 Tierra: recoge los servicios relativos a la tramitación de órdenes de 
transporte por carretera, admítases y entrégueses, así como órdenes de 
carga de ferrocarril. 
 
Adicionalmente, los servicios generales ofrecen una mayor y mejor información a 
los usuarios sobre el seguimiento de la mercancía (track & trace integral) y la 





























A continuación se detallan los principales servicios de cada uno de los ámbitos 
operativos. Éstos se pueden apreciar en la ilustración anterior: 
 
Servicios de ámbito Mar: 
 
Valenciaportpcs.net incorpora los siguientes servicios relacionadas con las navieras 
y la operativa marítima: 
 
 Salidas y Llegadas/Schedule: Suponen una única fuente de información 
con las salidas y llegadas desde y hacia los puertos de Valenciaport de las 
principales navieras del mundo. 
 
 Reservas de Carga (Booking): Permite a las empresas transitarias 
solicitar a las navieras una reserva de espacio para los contenedores que 
van a enviar. 
 
 Instrucciones de embarque: Permite realizar los trámites documentales 
para la declaración de la mercancía y la generación del conocimiento de 
embarque (Hill of lading). Este servicio proporciona a los clientes de 
valenciaportpcs.net una fuente de información única donde pueden conocer 
que Navieras se adecuan mejor a sus necesidades de transporte por la 
frecuencia de salidas o el tiempo de tránsito. 
 
 
Servicios de ámbito Puerto 
 
La Autoridad Portuaria de Valencia actúa como ventanilla única administrativa en la 
tramitación electrónica de la documentación requerida por la propia APV así como 












Valenciaportpcs.net se encuentra integrado con los sistemas de la Autoridad 
Portuaria para facilitar a sus usuarios la gestión de sus solicitudes en los siguientes 
servicios: 
 
• Gestión de Escalas. 
• Gestión de Mercancías Peligrosas. 
• Declaración de Mercancías. 
• Instrucciones a Terminales. 
• Información Aduanera. 
 
Todos los servicios han sido desarrollados en colaboración con las distintas 
autoridades públicas y las empresas del sector, logrando así la mayor optimización 
de los servicios dirigidos a esta parte del negocio portuario. 
 
Los servicios de ámbito Puerto son accesibles, según la complejidad de los datos, a 
través de una Aplicación propia (valenciaportpcs.net)  o por Mensajería electrónica 
(XML, EDI o fichero plano). Pero este tema ya se comentará más adelante en el 
apartado de Integración. 
 
 
Servicios de ámbito Tierra 
 
Los servicios de Transporte Terrestre de valenciaportpcs.net permiten a los agentes 
involucrados en la realización del transporte terrestre de mercancías las siguientes 
posibilidades: 
 
• La generación y gestión de las órdenes y avisos de transporte. 
• Los admítases y entrégueses necesarios para la realización de dicho 
transporte dentro de los recintos portuarios gestionados por Valenciaport. 
• La notificación de entrega y admisión del contenedor en las terminales y/o 
depósitos de contenedores. 
 
 
Servicios de ámbito general: 
 
Adicionalmente a los servicios orientados a la gestión documental, 
valenciaportpcs.net incorpora más funcionalidades enfocadas a la operativa. Estos 
nuevos servicios actualmente son: 
 
• Seguimiento Integral de la Mercancía (Track & Trace integral): 
Permite a los usuarios de la plataforma obtener información de seguimiento 
sobre sus envíos tales como la situación actual de la carga, transbordos 
realizados o documentos tramitados, así como integrar dicha información en 
sus sistemas para poder ofrecerla a sus clientes. 
 
Este servicio, además de ser accesible desde la aplicación cliente y a través 











valenciaportpcs.net, pudiendo de esta forma obtener información sobre sus 
envíos en cualquier momento y desde cualquier lugar. 
 
• Monitorización de la calidad: Este servicio facilita información de los 
distintos agentes involucrados en el transporte sobre el cumplimiento de las 
garantías ofrecidas por la Marca de Garantía, así como la gestión de la 
calidad ofrecida por el propio usuario de la plataforma. Adicionalmente se 
han diseñado una serie de informes de actividad que facilitan, mediante 
gráficas, el volumen de uso de cada servicio y el número de transacciones 
realizado con valenciaportpcs.net. 
 
 
Una vez vistos los servicios que ofrece la plataforma valenciaportpcs, se pasará a 
comentar las diferentes vías de integración que se ofrecen para estos servicios, así 





Todos los desarrollos de valenciaportpcs.net están basados en tecnología de última 
generación y en soluciones estándar para facilitar la integración de los usuarios de 
la forma más rápida y sencilla posible: 
 
 Arquitectura orientada a servicios, que permite la incorporación de nuevos 
servicios y funcionalidades con un mínimo esfuerzo para todas las partes. 
 
 Desarrollo basado en estándares de programación (servicios web, XML, 
.NET,…) y seguridad (HTTPS, control de transacciones,...), que facilitan la 
integración de las aplicaciones del usuario y el acceso a los servicios de 
valenciaportpcs.net desde cualquier sistema. 
 
 Soportado por servidores de última generación, que permiten atender un 
amplio volumen de transacciones operativas en tiempo record. 
 
La plataforma valenciaportpcs.net ofrece garantías de seguridad sobre la 
información gestionada a través de la misma, manteniendo absoluta 
confidencialidad sobre los datos de los usuarios e implementando mecanismos de 
encriptación en las comunicaciones. 
 
 
Integración de servicios 
 
Formatos de intercambio de mensajes: 
 
Valenciaportpcs.net admite diversos formatos para el intercambio electrónico de 
datos. También se dispone de valenciaportpcsAgent, una herramienta que ayuda 












 XML: Con una única conexión con valenciaportpcs.net puede transmitir 
todas las transacciones de su empresa, recibiendo información de 
seguimiento en un formato más barato de desarrollar y mantener que el 
EDI. Una de las ventajas fundamentales del XML es que los datos pueden 
ser usados fácilmente en múltiples sistemas y programas. 
 
 EDI: valenciaportpcs.net soporta el formato EDI para aquellos servicios 
altamente estandarizados como el envío de Listas de Carga y Descarga. 
 
 FICHERO PLANO: Si una aplicación no puede emitir o recibir ficheros en 
formato XML o EDI, puede enviar y recibir datos a través de fichero plano. 
Los servicios de Transporte Terrestre y de Instrucciones a Terminales 
admiten directamente fichero plano. Para el resto de servicios la 
herramienta valenciaportpcsAgent les permite traducir estos ficheros a los 
formatos nativos de valenciaportpcs.net. 
 
 
Vías de transmisión de mensajes de servicio: 
 
Los siguientes protocolos de transmisión pueden ser utilizados para el envío y 
recepción de documentos electrónicos. 
 
 FTP. 
 Web Services. 
 
La integración por Web Services con valenciaportpcs.net permite realizar el 
seguimiento de los embarques, transportes y de la información de las escalas de 
buque. Es posible recibir la información cuando se prefiera, solicitándola de forma 
dinámica (recibiendo los eventos conforme ocurran) o estática (a través de 
peticiones puntuales). Este servicio permite ahorrar el tener que almacenar todos 
los datos en un sistema. 
 
 
A continuación se muestra un 
cuadro, a modo de resumen, de 
los principales servicios 
ofrecidos por valenciaportpcs. 
Para cada uno de ellos se 
muestra las posibles vías de 
integración, así como de los 
posibles formatos en los cuales 




Por último, comentar también, que en la página Web de la plataforma se encuentra 
la documentación de las guías de cada uno de los servicios ofrecidos, y para cada 











información sobre el servicio en sí: cómo utilizarlo, quién lo envía, qué formato 
debe tener el mensaje, qué datos se deben incluir en el mensaje, qué significa cada 
dato que se informa, etc. 
 
En líneas generales, en este apartado se ha comentado la información más 
importante extraída del estudio sobre la plataforma Valenciaport. Resulta 
totalmente imposible comentar todos los aspectos referentes a este estudio, para 
más información consultar la página Web de la plataforma, incluida en la 






















5. ANÁLISIS Y ESPECIFICACIÓN 

5.1. Identificación de los usuarios participantes y finales 
 
En este apartado se van a especificar quiénes son los usuarios o “stakeholders” 
(partes interesadas) del producto desarrollado en este proyecto. Debido a que el 
proyecto se basa en la creación de un módulo de un sistema ERP, en este apartado 
se va a considerar que los usuarios serán los mismos que participan/utilizan o se 
benefician del sistema ERP. 
 




El Cliente es la persona o entidad que encarga la realización del proyecto, es aquel 
que debe dar la última palabra sobre la aceptación del producto y el que tiene que 
quedar satisfecho cuando acabe su desarrollo. En este caso, se podría afirmar que 
el cliente de este proyecto es la propia empresa SC Trade Technologies donde 
desarrollo mi proyecto, ya que el sistema ERP se trata de un sistema propio de la 






Son las entidades que contratarán el sistema ERP y lo utilizarán. En este caso, 
pueden hacer uso de él multitud de empresas, desde transitarias, navieras, 
empresas de transporte, etc. 
 
 
Usuarios finales del producto 
 
Son aquellas personas individuales que interactuarán directamente con el sistema. 
En nuestro caso se tratarán de personas pertenecientes a las empresas que 
contraten el sistema. 
 
 
Otros “stakeholders”  
 
A continuación se describen todas las otras partes interesadas que de una manera 












- Equipo de trabajo: Son todas aquellas personas que participan en la 
realización del proyecto, como son el jefe de proyecto, analistas, 
programadores, técnicos, etc., así como también el equipo de 
mantenimiento del sistema. En el caso concreto de mi proyecto seríamos el 
jefe de proyectos de SC Trade y yo mismo. 
 
- Autoridades portuarias: Serán aquellas autoridades portuarias con las 
cuales se realizará una integración para la ejecución de peticiones a través 
de ellas. Juegan un papel muy importante en el proyecto, ya que deben 
proporcionar información sobre los servicios que ofrecen, métodos de 
integración, vías de comunicación, formato de los mensajes, etc. En este 
caso se tratarían del puerto de Barcelona (PortIC) y el de Valencia 
(valenciaportpcs). 
 
- Socios tecnológicos: Son proveedores mundiales líderes en soluciones de 
comercio electrónico para las empresas de transporte marítimo y sus 
clientes. En este caso se trata de Inttra y GT Nexus. 
 
 
5.2. Definición de los requisitos 
 
En cualquier proyecto se deben obtener y definir cuáles son las necesidades que se 
deben satisfacer, antes de comenzar a especificar nada. En este apartado se 
realizará un estudio completo de las necesidades que deberá satisfacer la solución 
final del proyecto, que deberá ofrecer unas funcionalidades concretas para 
satisfacer esas necesidades. A éstas se les llama requisitos del proyecto. 
 
Debido a que el proyecto se basa en la creación de un módulo de un sistema ERP, 
la obtención y definición de los requisitos va a resultar bastante breve y concisa, ya 
que la gran mayoría de requisitos importantes ya se tuvieron en cuenta en su día 
cuando se realizó el análisis para el proyecto del sistema Bitácora ERP. 
 
Por tanto, en nuestra definición sólo aparecerán requisitos que afecten o tengan 
que ver directamente con la creación de dicho módulo. Lo que quiero decir con 
esto, es que en este proyecto no se van a tener en cuenta los requisitos que 
afectan a la totalidad del sistema ERP y que ya se tuvieron en cuenta en su día, 
como se ha dicho anteriormente. 
 
Dicho esto, a continuación se muestra la lista de requisitos identificados, 
clasificados en dos categorías: 
 
 Requisitos funcionales: Son aquellos que describen cada una de las 
acciones, procesos o cálculos que debe realizar el sistema, así como cada 
una de las salidas que se pueden obtener. En resumen, las funcionalidades 












 Requisitos no funcionales: Son aquellos que no tienen que ver 
directamente con las funciones específicas del sistema, sino que se refieren 





A continuación se muestra una lista con la descripción de cada uno de los requisitos 
funcionales identificados en este proyecto para, el módulo de ERP SCBus. 
 
Identificador: Obtener peticiones XML. 
Descripción: El módulo debe obtener de un directorio de entrada todos los 
documentos con las peticiones que se deben procesar. 
 
 
Identificador: Directorio historial de peticiones. 
Descripción: El módulo debe guardar en un directorio de histórico de 
peticiones, todos los documentos con las peticiones que se han procesado. 
 
 
Identificador: Interpretar peticiones XML. 
Descripción: El módulo debe interpretar correctamente la información 
incluida en los ficheros de peticiones y procesar adecuadamente dicha 
información. Como respuesta a esto, debe saber si se puede ejecutar la 




Descripción: El módulo debe saber qué tipo de conector utilizar para 
ejecutar/procesar una petición con la plataforma portuaria correspondiente 
según la información suministrada e interpretada. 
 
 
Identificador: Ejecutar petición. 
Descripción: El módulo debe permitir realizar la comunicación con las 
diferentes plataformas portuarias consideradas, para ejecutar las peticiones 
de servicios requeridas por un usuario. Este requisito incluye unos sub-
requisitos que son los siguientes: 
 
 
Identificador: Petición específica. 
Descripción: El módulo debe construir mensajes en formato XML, 
que sean los específicos y estándares de cada entidad portuaria 













Identificador: Validar petición. 
Descripción: El módulo debe poder validar si los mensajes que se 
ejecutan son válidos o no, y actuar en consecuencia. 
 
 
Identificador: Tabla histórico de peticiones. 
Descripción: El módulo debe almacenar información de todas las peticiones 
de servicios que se procesan, en una tabla de histórico de peticiones de la 
Base de Datos. 
 
 
Identificador: Buscar respuestas. 
Descripción: El módulo debe buscar si hay mensajes retornados por parte 




Identificador: Respuesta XML. 
Descripción: El módulo debe generar ficheros con mensajes de respuesta, 
en formato XML, para cada una de las peticiones realizadas por un usuario. 




Identificador: Directorio de respuestas de peticiones. 
Descripción: El módulo debe guardar los ficheros de respuestas a las 
peticiones procesadas, en un directorio de salida. 
 
 
Identificador: Tabla histórico de respuestas. 
Descripción: El módulo debe almacenar información de todas las 




Identificador: Gestión de la BD. 
Descripción: El módulo debe ser capaz de crear una conexión con la Base 
de Datos, así como gestionar de forma correcta todo su contenido. 
 
 
Identificador: Ficheros de configuración. 
Descripción: El módulo debe ser capaz de consultar correctamente los 
ficheros de configuración creados y actuar en consecuencia a la información 













Requisitos no funcionales: 
 
Algunos de los requisitos no funcionales más importantes que debe satisfacer el 
sistema son: 
 
Identificador: Facilidad de uso. 
Tipo: Usabilidad y humanidad. 
Descripción: Prevenir errores de los usuarios al introducir datos. 
 
 
Identificador: Interconexión con sistemas adyacentes. 
Tipo: Operacionales y ambientales. 
Descripción: La conexión con las diferentes plataformas portuarias se debe 
poder realizar a través de las últimas actualizaciones de sus sistemas 





Tipo: No funcional. 
Descripción: El módulo debe ser lo suficientemente sencillo como para 





Tipo: No funcional. 
Descripción: El módulo debe ser fácilmente extensible, para poder añadir 





Tipo: No funcional. 
Descripción: La velocidad de procesamiento de las peticiones será lo 














5.3. Elaboración del modelo conceptual de datos 
 
Los casos de uso son una importante herramienta para el análisis de 
requerimientos, pero realmente no están orientados a objetos. Un modelo 
conceptual es una descripción del dominio de un problema real, NO es una 
descripción del diseño del software. 
 
El modelo conceptual explica los conceptos o elementos más significativos que 
intervienen en el dominio del problema, identificando sus atributos y las 
asociaciones o relaciones entre estos elementos. Es la herramienta más 
importante del análisis orientado a objetos. 
 
Para representar el modelo conceptual se utilizará el lenguaje de modelado UML 
(Unified Modeling Language) que se describirá con más detalle en el apartado de 
tecnologías, de la fase de Implementación. 
 
A continuación se muestra el modelo conceptual asociado a este proyecto: 
 
 
Como se ha comentado anteriormente, el modelo conceptual es independiente del 
diseño del sistema. Esto quiere decir que no todos los elementos que aparecen en 
él se materializarán en una Base de Datos. Algunos conceptos sí que lo harán y 











XML. Estas decisiones, y otras, se tomarán en las posteriores fases del proyecto y 
se comentarán a su debido tiempo. 
 




Como su propio nombre indica, este concepto representa al tipo de petición que se 
desea procesar, es decir, el servicio que se quiere requerir. Se identifica con el 
atributo id y lleva asociada una descripción. 
 




Este concepto se concibe como información adicional necesaria asociada a una 
petición. Esta información básicamente será el puerto en el que se desea procesar 
la petición. Tiene un identificador (info) y una descripción asociada. 
 




Este concepto se refiere al Documento de petición en sí que debe ser procesado en 
el sistema. Dicho documento de petición se identifica con un nombre, y contiene 
información asociada a la petición que se ha de ejecutar. Alguna de esta 
información hace referencia a otros conceptos del dominio, como un 
REQUEST_TYPE y una REQUEST_INFO.  
 
Además de esto, dicho documento también contiene todos los datos de la petición 




Este es el documento o mensaje que contiene todos los datos de la petición o 
servicio que se ha de enviar al puerto correspondiente para su ejecución. Todos 
estos datos irán contenidos en el Documento de petición general (REQUEST_XML) y 
se enviarán a la autoridad portuaria correspondiente. Esa autoridad solo entenderá 




Concepto que representa una autoridad portuaria. Son los puertos a los cuales 
deben ser enviadas las peticiones, y son estos los que las deben ejecutar. Generan 













Para enviar una petición de servicio a una autoridad portuaria puede ser que se 
necesiten métodos diferentes de envío o integración con dichas autoridades. A cada 
una de las diferentes formas de envío la llamamos Tipo de Conector 
(CONNECTOR_TYPE). Por tanto, puede ser que una misma autoridad implemente 
diferentes tipos de conectores, o que autoridades distintas tengan también distintos 




Es la respuesta generada por la autoridad portuaria pertinente, como consecuencia 
de la ejecución de una petición. Dicha repuesta contiene unos datos que se 





Es el Documento de respuesta generado por el sistema y que está asociado a un 
Documento de petición procesado (REQUEST_XML). Siempre que el sistema 
procesa una petición, se genera una respuesta asociada. Contiene información 





Como se ha comentado anteriormente, este concepto representa un método o 
forma de integración con una autoridad portuaria. Se trata de información que 
debemos conocer para saber cómo enviar una petición concreta a una autoridad 
concreta. Se identifica con un atributo id y lleva una descripción asociada. 
 
Cada Tipo de Conector llevará asociada una clase lógica de dominio 
(CONNECTOR_CLASS), diferente para cada uno de ellos, que será la encargada de 
implementar toda la lógica de procesamiento de peticiones particular a cada tipo. 
 
Ejemplo: id = POCON, descripción = PorticConnector (Método de envío de 




Como se ha comentado anteriormente, este concepto representa una clase lógica 
de dominio que se encargará de implementar toda la lógica necesaria para el 
procesamiento o envío de una petición a una autoridad portuaria concreta. 
 
Cada clase requerirá de métodos diferentes de integración y envío según el Tipo de 
Conector al que corresponda. Como atributo solo nos hará falta conocer el nombre 














El último concepto importante del dominio a describir se trata de los conectores. Un 
Conector recibe ese nombre porque es el encargado de conectar una Petición 
concreta con el Tipo de Conector (CONNECTOR_TYPE) necesario para enviar dicha 
petición. 
 
Para identificar una Petición concreta necesitamos saber el Tipo de Petición que se 
trata (REQUEST_TYPE) y a donde la queremos enviar (REQUEST_INFO). Por tanto, 
un conector nos dirá, para cada petición que queramos ejecutar, el tipo de conector 
que la debe ejecutar. 
 
Ejemplo: REQUEST_TYPE.id = PETBO y REQUEST_INFO.info = ESBCN  




Este concepto se trata de una clase que guardará información de cada una de las 
peticiones que se procesen en el Sistema. Servirá a modo de histórico para poder 




Por último, solo queda comentar este concepto, que se trata de una clase que 
guardará información de cada una de las respuestas recibidas sobre peticiones que 
se hayan procesado en el Sistema. Servirá a modo de histórico para poder llevar 































 6.1 Definición de la arquitectura del sistema 
 
La arquitectura del software es el diseño de más alto nivel de la estructura de un 
sistema. En este apartado se van a definir los aspectos más importantes 
relacionados con la arquitectura escogida para el sistema. Esencialmente se va a 
definir el nivel de arquitectura escogido y los patrones de diseño que se van a 
implementar. 
 
  6.1.1 Nivel de arquitectura (3 capas) 
 
Se ha escogido una arquitectura multinivel separada 
en capas, más concretamente, se utilizará la 
arquitectura en 3 capas (Presentación, Dominio y 
Datos). Ésta es una especialización de la arquitectura 
Cliente-Servidor donde la carga se divide en tres 
capas con un reparto claro de funciones. Una capa 
solamente tiene relación con la siguiente. 
 
El objetivo primordial de implementar este diseño es 
el de separar la lógica de negocios de la lógica de 
diseño. La ventaja principal de este estilo es que el 
desarrollo se puede llevar a cabo en varios niveles y, 
en caso de que sobrevenga algún cambio, sólo se 
ataca al nivel requerido sin tener que revisar entre 
código mezclado. 
 
Además, permite distribuir el trabajo de creación de una aplicación por niveles; de 
este modo, cada grupo de trabajo está totalmente abstraído del resto de niveles, de 
forma que basta con conocer la API que existe entre niveles. 
 
También ofrece otras ventajas como mejorar la escalabilidad, ayuda a localizar 
errores y es mucho más fácil añadir modificaciones o ampliaciones. 
 
A continuación se describen las funcionalidades de cada una de las capas y las 
interrelaciones entre ellas: 
 
• Capa de presentación: También denominada “capa de usuario”, presenta 
el sistema al usuario, le comunica la información y captura la información 
introducida por éste (puede realizar un filtrado previo para comprobar que 











de negocio. También es conocida como interfaz gráfica y debe tener la 
característica de ser "amigable" (entendible y fácil de usar) para el usuario. 
 
• Capa de dominio o de negocio: Es la capa que recibe las peticiones del 
usuario y que ejecuta las acciones pertinentes a estas peticiones, para 
enviar las respuestas tras el proceso. Se denomina capa de negocio (e 
incluso de lógica del negocio) porque es aquí donde se establecen todas las 
reglas que deben cumplirse. Esta capa, a su vez, también se comunica con 
la capa de datos, para solicitar al gestor de base de datos para almacenar o 
recuperar datos de él. 
 
• Capa de datos: Es la capa donde residen los datos y la encargada de 
acceder a los mismos. Está formada por uno o más gestores de bases de 
datos que realizan todo el almacenamiento de datos, reciben solicitudes de 
almacenamiento o recuperación de información desde la capa de negocio. 
 
En el diseño del sistema o módulo de este proyecto (SCBus) se distingue una capa 
de dominio o de lógica de negocio y una capa de acceso a datos, sin embargo, el 
sistema no dispondrá de capa de presentación.  
 
Esto es debido a que el sistema se trata de un módulo de ERP que funcionará a 
modo de Daemon (tal y como se ha comentado anteriormente en esta memoria) y 
que no necesitará de interfaz gráfica de usuario, ya que los datos necesarios para la 
ejecución de las operaciones de negocio, se obtendrán de una localización donde el 
propio sistema ERP ubicará dicha información, que previamente el usuario habrá 
introducido en la propia interfaz gráfica del sistema ERP. 
 
Por tanto, la arquitectura escogida para mi solución pasará por disponer de una 
capa de dominio y una de datos. 
 
  6.1.2 Patrones de diseño (MVC, DAO, etc.) 
 
Los patrones de diseño son la base que permite dar soluciones a problemas 
comunes en el desarrollo de software y otros ámbitos referentes al diseño de 
interacción o interfaces. Los patrones se distinguen porque tienen las siguientes 
características: reusabilidad, evitar reiteraciones, formalizar, estandarizar y facilitar 
el aprendizaje. Pese a todo esto, no reduce la creatividad ni intenta imponer una 
solución por encima de otra. 
 













Patrón Modelo-Vista-Controlador (MVC) 
 
El patrón Modelo-Vista-Controlador (MVC) es un estilo de arquitectura de software 
que separa los datos de una aplicación, la interfaz de usuario, y la lógica de control 
en tres componentes distintos. 
 
A continuación se presentan el esquema del patrón y una breve descripción de cada 
uno de los componentes: 
 
• El Modelo: Éste es la representación específica de la información con la cual 
el sistema opera. En resumen, el modelo se limita a lo relativo de la vista y 
su controlador facilitando las presentaciones visuales complejas. El sistema 
también puede operar con más datos no relativos a la presentación, 
haciendo uso integrado de otras lógicas de negocio y de datos afines con el 
sistema modelado. 
 
• La Vista: Ésta presenta el modelo en un formato adecuado para interactuar, 
usualmente es la interfaz de usuario. 
 
• El Controlador: Éste es el responsable de recibir los eventos del usuario y 
generar las acciones para satisfacerlos. Puede traspasar la petición al 





La unión entre capa de presentación y capa de negocio conocido en el 
paradigma de la Programación por capas mostrado anteriormente, representaría la 
integración entre Vista y su correspondiente Controlador de eventos y acceso a 
datos, MVC no pretende discriminar entre capa de negocio de capa y presentación 
pero si pretende separar la capa visual gráfica de su correspondiente programación 
y acceso a datos, algo que mejora el desarrollo y mantenimiento de la Vista y el 













En este proyecto no disponemos de capa de presentación por los motivos 
comentados anteriormente, por lo tanto, también se prescinde de la Vista en la 
implementación de este patrón de diseño para este proyecto. 
 
Con lo cual se dispondrá del componente Modelo, en donde estarán representados 
los datos específicos con los que se opera, y en donde se gestiona el acceso al 
almacenamiento de dichos datos (lo que correspondería a la capa de datos en el 
paradigma de la arquitectura en 3 capas). Y también se dispondrá del componente 
Controlador, en donde se llevarán a cabo todas las acciones necesarias para 
satisfacer las peticiones de los usuarios y se realizará la comunicación con el 
modelo y se presentarán los resultados, aunque no en una Vista (éste 
correspondería a la capa de dominio del paradigma de la arquitectura en 3 capas). 
 
 
Patrón DAO (Data Acces Object) 
 
¿Qué es DAO? 
 
La mayoría de las aplicaciones, tienen que persistir datos en algún momento, ya 
sea serializándolos, guardándolos en una base de datos relacional, o una BD 
orientada a objetos, etc. Para esto la aplicación interactúa con la BD y suele ser 
habitual querer hacer nuestra aplicación lo más independiente posible de una base 
de datos concreta, de cómo se accede a los datos o incluso de si hay o no base de 
datos detrás. Nuestra aplicación debe conseguir los datos o ser capaz de guardarlos 
en algún sitio, pero no tiene por qué saber de dónde los está sacando o dónde se 
guardan. La capa de lógica de negocio de la aplicación no debe saber cómo 
interactuar con los datos, ya que para ello de dispone de una capa de persistencia.  
 
Hay una forma de hacer esto que ha resultado bastante eficiente en el mundo JEE y 
de aplicaciones web, pero que es aplicable a cualquier tipo de aplicación que deba 
recoger datos de algún sitio y almacenarlos. Es lo que se conoce como patrón DAO 
(Data Access Object), un patrón de diseño utilizado para encapsular la interacción 
de una aplicación con la BD. 
 
¿Por qué se quiere tener una capa de persistencia independiente de la capa de 
lógica de dominio?  
 
Imaginemos que tenemos una aplicación que no tiene divididas estas capas y en 
donde la interacción con la base de datos concreta se hace directamente desde la 
capa de lógica de negocio. Esta aplicación constará de muchas clases y gran parte 
de ellas interactuarán con una base de datos concreta.  
 
Si en algún momento cambiásemos de SGBD (el motor de la base de datos) 
deberíamos modificar todas las clases de la capa de lógica de negocio que 











etc.). En cambio, si hubiésemos tenido por separado la capa de lógica de negocio 
de la de persistencia, habría sido suficiente con modificar ésta última, sin tener que 
modificar nada de la lógica de negocio o dominio. 
 
¿Cómo funciona DAO? 
 
En una aplicación hay tantos DAOs (Data Acces Objects) como modelos, es 
decir, en una BD relacional, por cada tabla habría un DAO. 
 
DAO consiste básicamente en una clase que es la que interactúa con la BD. Los 
métodos de esta clase dependen de la aplicación y de lo que queramos hacer, pero 
generalmente se implementan los métodos CRUD (Create, Read, Update y Delete) 
para realizar las “4 operaciones básicas” de una base de datos. 
 
Por lo tanto, cuando la capa de lógica de negocio necesite interactuar con la BD, lo 
hará a través de la API (métodos) que ofrece DAO. Por ejemplo, cuando necesite 
guardar un dato en la BD, creará el objeto DAO correspondiente e invocará el 
método create() o add() o como se haya llamado. Lo importante es que la capa de 
negocio lo único que sabe es que el método create() va a guardar los datos, pero 
no tiene por qué saber la manera de cómo lo hace, eso es problema de DAO, no 
tiene ni idea de cómo interactúa con la BD. 
 
Pero para completar el diseño de este patrón nos faltan otro tipo de objetos, los 
DTO (Data Transfer Object) o también llamados VO (Value Object). Son 
utilizados por DAO para transportar los datos desde la BD hacia la capa de lógica de 
negocio y viceversa. Por ejemplo, cuando la capa de lógica de negocio llama al 
método create(), ¿qué es lo que hace DAO? Inserta un nuevo dato… ¿pero qué 
dato? El que la capa de lógica de negocio le pase como parámetro… ¿y cómo se lo 
pasa este dato? A través de un DTO. 
 
Con lo cual, podría decirse que un DTO es un objeto que representa un modelo 
(una tabla de la BD relacional) que tiene como atributos los datos del modelo y sus 













En mi proyecto se ha implementado este patrón de diseño, creando una capa de 
persistencia, que contiene tantos DAOs como tablas hay en la BD, y sus respectivos 
DTOs con sus atributos y métodos getter y setter. Los objetos DAOs se han llamado 
Handlers, funcionan con JDBC (Java Data Base Connectivity) y contienen los 
siguientes métodos: 
 
- RsToObject: Pasa una entrada de una tabla de BD guardada en un ResultSet 
a un Objeto DTO. 
 
- FindAll: Selecciona todas las entradas (objetos) de una tabla de la BD. 
 
- FindByPK: Selecciona una entrada (objeto) concreta de una tabla de la BD. 
 
- Add: Actúa como método create, es decir, añade una entrada (objeto) a una 
tabla de la BD. 
 
- Update: Modifica los datos (atributos) de una entrada (objeto) concreta de 
una tabla de la BD. 
 
- Delete: Elimina una entrada (objeto) de una tabla de la BD. 
 
Por último, comentar que DAO se puede combinar con otros patrones de diseño, 
como Singleton y Factory. Esta posibilidad no se ha considerado, de momento, para 













6.2 Especificación del entorno tecnológico 
 
A continuación se va a describir el entorno tecnológico (a nivel de hardware y de 
software) necesario tanto para el desarrollo del proyecto, como para la utilización 
del producto desarrollado en el proyecto. 
 
  6.2.1 Hardware 
 
El hardware necesario para el desarrollo del proyecto se basa simplemente en un 
ordenador y un servidor. 
 
El ordenador, tanto para los usuarios finales como para el desarrollo del proyecto, 
simplemente debería cumplir los requisitos mínimos habituales: 
 
- Procesador superior a 1.5 Ghz 
- Memoria RAM de cómo mínimo 1 GB 
- Conexiones Ethernet y WIFI que permita acceso a redes locales e internet. 
- Periféricos habituales: Pantalla, teclado y ratón. 
 
Como servidor se ha utilizado el servidor AS/400 de IBM (actualmente se conoce 
como eServer iSeries) que es el que hacen servir en la empresa SC Trade 
Technologies en donde se desarrolla el proyecto. El sistema AS/400 es un equipo de 
IBM de gama media y alta, para todo tipo de empresas y grandes departamentos. 
 
Se trata de un sistema multiusuario, con una 
interfaz controlada mediante menús y 
comandos CL (Control Language) muy 
intuitivos que utiliza terminales y un sistema 
operativo (OS/400) basado en objetos y 
bibliotecas. Un punto fuerte del OS/400 es su 
integración con la base de datos DB2/400, 
siendo los objetos del sistema miembros de la 
citada base de datos. Ésta es también soporte 
para los datos de las aplicaciones, dando como 
resultado un sistema integrado de enorme 
potencia y estabilidad. 
 
Por lo tanto, el AS/400 integra: Hardware, 
Software, Bases de Datos, Seguridad, etc. Y 
puede trabajar con los lenguajes de 
programación siguientes: RPG, ensamblador, C, 












  6.2.2 Software 
 
El software necesario para el desarrollo del proyecto consta principalmente, a parte 
del sistema operativo del ordenador, de un entorno de desarrollo de aplicaciones 
IDE (Integrated Development Environment) y de un SGBD (Sistema Gestor de 
Bases de Datos). También se puede añadir a este conjunto los programas de 
ofimática utilizados para la realización de esta memoria de proyecto. 
 
Como entorno de desarrollo se ha utilizado un IDE de IBM llamado Rational 
Application Developer v7.5 (RAD) y como SGBD se ha utilizado DB2/400 que 
viene integrado en el AS/400 tal y como se ha comentado anteriormente. 
 
Comentar también que se han utilizado algunos programas de Microsoft Office 
para la realización de la documentación pertinente al proyecto. 
 
A continuación se van a detallar brevemente estos productos escogidos: 
 
Rational Application Developer v7.5 
 
RAD es un entorno de desarrollo integrado creado 
por IBM para el diseño visual, construcción, pruebas y 
despliegue de aplicaciones JEE, servicios web y 
portales. Está basado en el IDE Eclipse y soporta sus 
extensiones. Incluye herramientas y editores para 
trabajar con: 
 
- Conexiones a bases de datos y SQL. 
- Java Platform, Enterprise Edition (Java EE). 
- JavaServer Faces y JavaServer Pages. 
- XML. 
- HTML. 
- Web Services 
- UML (Unified Modeling Language) 
- Lenguaje de programación EGL (Enterprise Generation Language) 
- Etc. 
 
También incluye herramientas para el despliegue de aplicaciones en un servidor 
local o remoto. Contiene entornos de test para el servidor de aplicaciones IBM 
WebSphere Application Server e IBM WebSphere portal. También soporta el 





DB2 es una marca comercial, propiedad de IBM, bajo la cual se comercializa el 











AS/400, el rendimiento se ve incrementado sustancialmente. Permite la gestión de 
la BD mediante dos interfaces: 
 
- DDS (Data Description Specifications) 
- SQL (Structured Query Language) 
 
DB2 permite el manejo de objetos grandes (hasta 2 GB), la definición de datos y 
funciones por parte del usuario, el chequeo de integridad referencial, SQL recursivo, 
soporte multimedia: texto, imágenes, video, audio; Queries paralelos, commit de 
dos fases, backup/recuperación on−line y offline. 
 
Con DB2 es posible acceder a los datos usando JDBC (tan potente como escribir 
directamente C contra la base de datos), Java y SQL (tanto el SQL estático, como 





Microsoft Office (MSO) es una suite ofimática, 
compuesta básicamente por aplicaciones de 
procesamiento de textos, plantilla de cálculo, programa 
para presentaciones, etc. Fue desarrollada por la empresa 
Microsoft. Funciona bajo plataformas operativas Microsoft 
Windows y Apple Mac OS, aunque también lo hace en 
Linux si se utiliza un emulador como Wine o CrossOver 
Office. 
 
Algunos de los programas que incluye, han sido utilizados en el proyecto para 
realizar la documentación correspondiente a éste, sobretodo en la realización de 
esta memoria. Estos programas son: 
 
- Microsoft Office Word: Es el procesador de textos de la suite. 
 
- Microsoft Office PowerPoint: Es un popular programa 
para desarrollar y desplegar presentaciones visuales. 
 
- Microsoft Office Excel: Es un programa de hoja o 
plantilla de cálculo. 
 
- Microsoft Project: Es un programa usado para la 













6.3 Diseño de la capa de dominio 
 
Para realizar el diseño de la capa de negocio, es decir, la capa donde se encuentran 
las clases de la lógica de dominio, tenemos que partir del modelo conceptual creado 
en la Especificación del proyecto.  
 
Partiendo de este modelo de clases lógico, se debe transformar éste en un modelo 
de clases de diseño. Para realizar esta transformación, hay que tener en cuenta 
la tecnología utilizada y el hecho de que se trata de un proyecto orientado a 
objetos. Esto supone que el modelo conceptual de dominio de partida tenga unas 
limitaciones que hay que solucionar. 
 
Algunas de estas limitaciones más importantes son: 
 
- En el modelo de diseño no se permite tener:  
o Asociaciones n-arias, con n>2. 
o Clases asociativas. 
o Atributos multi-evaluados. 
o Etc. 
 
- La información derivada se debe eliminar, para ello podemos: 
o Materializar la información en el nuevo modelo de diseño. 
o Calcular la información en el nuevo modelo de diseño. 
 
- Hay que tener un control de las restricciones de integridad (RI). Aparecerán 
algunas como consecuencia de la eliminación de toda la información no 
permitida (asociaciones, clases, atributos, etc.) 
 
Todo este proceso de adaptación del modelo conceptual lógico al modelo conceptual 
de diseño se llama Normalización. 
 














Diseño de clases del dominio 
 
Este es el esquema de clases resultante del proceso de Normalización del esquema 
conceptual que se realizó en la etapa de Análisis. En él, se muestran los conceptos 
asociados a la lógica de negocio. Esto no quiere decir que todos ellos necesiten ser 
implementados en la Capa de Dominio.  
 
Algunos de estos conceptos se materializarán en una Base de Datos y otros se 
materializarán en archivos XML de datos. Los conceptos que necesiten ser 
gestionados en una BD, tendrán sus correspondientes clases implementadas en la 
capa de Dominio. A estas clases las llamaremos clases Entidad. 
 
Pero todo esto se explicará con más detalle a su debido tiempo en la posterior fase 













6.4 Diseño de la capa de gestión de datos 
 
Tal y como se ha visto en la definición de la arquitectura del sistema, se utiliza el 
paradigma de arquitectura en 3 capas. Esto permite tener una Capa de gestión de 
Datos diferenciada y dividida de la capa de lógica de dominio. 
 
Para el diseño de esta capa se ha utilizado el patrón de diseño DAO, tal y como se 
ha comentado anteriormente en el apartado de Patrones de diseño. Para la 
implementación de este patrón necesitamos saber qué tablas tendremos en nuestra 
BD, dicho de otro modo, necesitamos saber cuál es el esquema físico de la BD. 
 
Para llevar a cabo la implementación de la BD se tendrán en cuenta todas las fases 
de diseño de ésta: 
 
- Diseño conceptual: Éste es el diseño que hemos realizado en el apartado 
anterior de Diseño de la capa de dominio.  
 
- Diseño lógico: Partiendo del diseño conceptual obtenido en la fase anterior, 
llegamos a un diseño lógico. Transformamos las entidades y relaciones 
obtenidas del modelo anterior en tablas. Para ello usamos la normalización. 
 
- Diseño físico: Este diseño si depende del ordenador, del sistema gestor de 
DDBB, etc. En este caso, empleando el gestor de la DDBB, se implementan 
las tablas de las DDBB con sus características, organización y estructuras de 
almacenamiento interno. 
 
A continuación se va a presentar el diseño del modelo lógico de los datos, así como 
también su posterior traducción al modelo físico. 
 
  6.4.1 Diseño del modelo lógico de datos 
 
Para esta capa de gestión de datos se utilizará un modelo lógico relacional, muy 
utilizado para el diseño de esta capa. Un modelo relacional es muy parecido al 
modelo conceptual y se basa en disponer de entidades (objeto o concepto del 
mundo real) y relaciones entre éstas. 
 
La estructura fundamental del modelo relacional es la relación, es decir una tabla 
bidimensional constituida por filas (tuplas) y columnas (atributos). Las relaciones 
representan las entidades que se consideran interesantes en la base de datos. Cada 
instancia de la entidad representará una tupla de la relación, mientras que los 
atributos de la relación representan las propiedades de la entidad. 
 
El modelo de partida para realizar la transformación a un modelo lógico de datos es 











se ha comentado anteriormente en ese mismo punto, no todas las clases que 
aparecen en el modelo del dominio pertenecerán también a la Capa de Datos. En 
esta capa sólo aparecerán aquellos conceptos que necesiten ser gestionados en una 
Base de Datos. 
 
Por tanto, a continuación se muestra la parte de diseño del modelo conceptual que 
nos interesa para esta capa de datos. En ella solo aparecen los conceptos que se 
gestionarán en la BD: 
 
 
Una vez se ha obtenido el diseño del modelo conceptual debe ser transformado a 
un modelo lógico. Los pasos más importantes a aplicar para dicha transformación 
son: 
 
1. Cada entidad se transforma en una tabla y los atributos de dicha entidad 
en atributos de la tabla. 
 
2. Las relaciones de muchos a muchos se transforman en tablas cuya clave 
estará formada por la clave primaria de las entidades relacionadas. Las 
relaciones de uno a muchos propagan la clave principal de la entidad 
cuya cardinalidad es uno a la entidad de cardinalidad n. 
 
Al resultado de la aplicación de estos pasos, obtenemos un modelo que puede 
presentar algunos problemas, como son la redundancia de datos y ambigüedades. 
Debido a este problema, se ha definido una teoría que indica una serie de 
restricciones que hemos de aplicar sobre el modelo para así obtener un modelo 












Una vez realizado el proceso de Normalización, obtenemos el modelo lógico de 





REQUEST_INFO (info, description) 
 
CONNECTOR (request_Info, request_Type_Id, description, connector_Type_Id, config_File) 
 
REQUEST_TYPE (id, description) 
 
CONNECTOR_TYPE (id, description, connector_Class_Name) 
 
 
Relaciones propias de mantenimiento de históricos de peticiones y respuestas, y que no 
están relacionadas con las demás:  
 
HISTORIC_REQUESTS (id, request_Date, request_Type_Id, request_Info, request_Key, 
request_File, response_File, connector_Type_Id, config_File_Name, request_Status) 
 
HISTORIC_RESPONSES (id, request_Date, request_Type_Id, request_Info, request_Key, 




Los atributos que están subrayados en una relación, significa que son clave 
primaria (Primary Key), es decir, que son atributos que identifican a la relación, por 
tanto, no se pueden repetir sus valores. 
 
Las flechas dibujadas en el modelo representan asociaciones de clave foránea 
(Foreign Key). La clave foránea identifica una columna o grupo de columnas en una 
tabla que se refiere a una columna o grupo de columnas en otra tabla. Las 
columnas en la tabla referendo deben ser la clave primaria u otra clave candidata 
en la tabla referenciada. Así, una fila en la tabla referendo no puede contener 
valores que no existen en la tabla referenciada. 
 
  6.4.2 Diseño del modelo físico de datos 
 
Una vez está diseñado el modelo lógico de datos, pasamos a diseñar el modelo 
físico de datos. Como se ha comentado anteriormente, este diseño si depende del 
ordenador, del sistema gestor de DDBB, etc. 
 
El paso de un modelo lógico a uno físico requiere un profundo entendimiento del 













• Conocimiento a fondo de los tipos de objetos (elementos) soportados. 
• Detalles acerca del indexamiento, integridad referencial, restricciones, tipos 
de datos, etc. 
• Detalles y variaciones de las versiones. 
• Parámetros de configuración. 
• Data Definition Language (DDL). 
 
Como se comentó en el modelado lógico el paso de convertir el modelo a tablas 
hace que las entidades pasen a ser tablas (más las derivadas de las relaciones) y 
los atributos se convierten en las columnas de dichas tablas. Para ello debemos 
tener en consideración muchos aspectos. Algunos de los más sencillos son: 
 
Tipos de Datos 
 
Revisar los tipos de datos disponibles en el SGBD, en especial: 
 
• Número de dígitos en números enteros.  
• La precisión de los flotantes. 
• Cadenas de caracteres de longitud fija (char) y variable (varchar). 





En ocasiones se pueden presentar casos en donde la clave primaria no puede 
representarse en alguno de los tipos ofrecidos por el SGBD, en ese caso, se podría 
definir alguno y bien optar por otra clave primaria. 
 
Algunos SGBDs poseen la capacidad de "autoincrement" o "identity property", con 
la cual pueden, automáticamente, manipular algún atributo para generar claves 
incrementales. Para ello es importante verificar: ¿cómo se manejan internamente? 
¿Se pueden reiniciar? ¿Se permite especificar algún valor inicial? Etc. 
 
Orden de los atributos (columnas) 
 
Algo importante dependiendo del SGBD que se utilice pero por lo general la 
secuencia es:  
 
• Columnas de longitud fija que no se actualizan frecuentemente.  
• Aquellas que nunca se actualizan que por lo general tendrán longitud 
variable.  
• Las que se actualizan frecuentemente. 
 
 
Como se comentó en apartados anteriores el SGBD utilizado para el desarrollo del 











acerca de este sistema, simplemente se pretende mostrar el resultado del diseño 
del modelo físico de datos. 
 
A continuación se muestra el esquema físico de las tablas de la Base de Datos y 
una breve descripción de cada una de ellas: 
 
 
Esquema físico de la BD 
 
 
Descripción de las tablas de la BD 
 
Tabla REQUEST_INFO: Almacena los identificadores de las diferentes autoridades 
portuarias consideradas en el proyecto. 
 
 INFO: Representa el identificador del puerto. Actúa como Clave Primaria. 
 DESCRIPTION: Descripción sobre el identificador. 
 
 
Tabla REQUEST_TYPES: Almacena los diferentes tipos de petición que se pueden invocar. 
 
 REQUEST_TYPE_ID: Representa el identificador del tipo de petición. Actúa como 
Clave Primaria. 
 DESCRIPTION: Descripción sobre el identificador. 
 
 
Tabla CONNECTOR_TYPES: Almacena los diferentes tipos de conectores implementados 
que se pueden utilizar para la ejecución de las peticiones. 
 
 CONNECTOR_TYPE_ID: Representa el identificador del tipo de conector. Actúa 











 DESCRIPTION: Descripción sobre el identificador. 
 CONNECTOR_TYPE_CLASS_NAME: Guarda el nombre de la clase lógica de 
dominio donde está implementada la lógica asociada al tipo de conector. 
 
 
Tabla CONNECTORS: Asocia o conecta una petición realizada con el tipo de conector 
correspondiente. 
 
 REQUEST_TYPE_ID: Representa el identificador del tipo de petición. Es clave 
foránea sobre la tabla REQUEST_TYPES y a su vez clave primaria compartida con 
REQUEST_INFO. 
 REQUEST_INFO: Representa el identificador del puerto donde se tiene que ejecutar 
la petición. Es clave foránea sobre la tabla REQUEST_INFO y a su vez clave primaria 
compartida con REQUEST_TYPE_ID. 
 DESCRIPTION: Descripción sobre el conector. 
 CONNECTOR_TYPE_ID: Representa el identificador del tipo de conector. Es clave 
foránea sobre la tabla CONNECTOR_TYPES. 
 CONFIG_FILE_NAME: Nombre del fichero de configuración del conector. 
 
 
Tabla HISTORIC_REQUESTS: Representa un histórico de peticiones realizadas, tanto si son 
válidas (y por tanto son enviadas), como si no lo son (y por tanto no se pueden enviar). Esta 
tabla no está relacionada directamente con las otras tablas, simplemente sirve para el 
control o la gestión interna de la propia empresa. 
 
 ID: Identificador histórico de la petición. Actúa como Clave Primaria y es auto-
incrementable. 
 REQUEST_DATE: Fecha en la que se realizó la petición. 
 REQUEST_TYPE_ID: Identificador del tipo de petición. 
 REQUEST_INFO: Identificador del puerto donde se va a ejecutar la petición. 
 REQUEST_KEY: Clave que identifica la petición en la aplicación cliente. 
 REQUEST_FILE: Ruta en donde se encuentra el archivo XML con la petición. 
 RESPONSE_FILE: Ruta en donde se encuentra el archivo XML con la respuesta de 
error de la petición. En este campo solo se introduce información en el caso que la 
petición sea errónea y se genere una respuesta de Error. Si la petición no es 
errónea y se envía correctamente su valor será NULL ya que tendremos que esperar 
a recibir su pertinente respuesta. 
 CONNECTOR_TYPE_ID: Identificador del tipo de conector. Será NULL si no existe 
tipo de conector asociado a la petición. 
 CONFIG_FILE_NAME: Nombre del fichero de configuración del conector. Será NULL 
si no existe tipo de conector asociado a la petición. 
 RESQUEST_STATUS: Estado de la petición realizada (SENT o ERROR). 
 
 
Tabla HISTORIC_RESPONSES: Representa un histórico de respuestas recibidas sobre 
peticiones realizadas correctamente y que han sido enviadas. Esta tabla no está relacionada 
directamente con las otras tablas, simplemente sirve para el control o la gestión interna de la 
propia empresa. 
 












 REQUEST_DATE: Fecha en la que se recibió la respuesta. 
 REQUEST_TYPE_ID: Identificador del tipo de petición sobre la que se recibe la 
respuesta. Es decir, la respuesta que se recibe es sobre una petición que se realizó, 
y este identificador es el tipo de esa petición.  
 REQUEST_INFO: Identificador del puerto desde el cual se recibe la respuesta, será 
el mismo al que se envío la petición asociada. 
 REQUEST_KEY: Clave que identifica la petición sobre la que se recibe la respuesta 
en la aplicación cliente. 
 RESPONSE_FILE: Ruta en donde se encuentra el archivo XML con la respuesta de la 
petición. 
 CONNECTOR_TYPE_ID: Identificador del tipo de conector. Será el mismo que el de 
la petición asociada. 
























En este apartado se comentan las decisiones más importantes que se han tomado 
para llevar a cabo la implementación del sistema/módulo de este proyecto. Estas 
decisiones incluyen tanto las tecnologías utilizadas, como las propias referentes a la 
implementación de las clases. En este sentido, al final se mostrará una visión 
completa de todas las clases que se hayan implementado (separadas por capas).   
 
Así mismo, también se comentará cual ha sido el proceso de testeo realizado para 
validar el sistema. 
 
7.1 Tecnologías utilizadas 
 
En este punto se van a describir las tecnologías utilizadas en la implementación del 





Como lenguaje de programación se ha utilizado Java 
para implementar la solución ofrecida. Se ha escogido 
este lenguaje de programación por recomendación de 
la empresa, ya que es el lenguaje con el que trabajan 
para realizar este tipo de proyectos.  
 
Además, por las características y especificación del 
proyecto, este se va a desarrollar bajo la plataforma 
Java Enterprise Edition (Java EE), que es la 
plataforma utilizada para el desarrollo de proyectos 
empresariales, ya que ofrece una gran cantidad de librerías (API’s) para cubrir 
multitud de funcionalidades posibles. 
 
Esta decisión no ha supuesto un gran inconveniente personal, debido a la 
experiencia adquirida durante todos estos años de estudios universitarios, en los 
cuales he podido familiarizarme con este lenguaje de programación, ya que Java ha 
sido el lenguaje utilizado casi siempre en casi todas las prácticas, clases y 
asignaturas. 
 
El lenguaje Java es un lenguaje de programación Orientado a Objetos (OO) 
desarrollado por Sun Microsystems a principios de los años 90. El lenguaje en sí 












más simple y elimina herramientas de bajo nivel, que suelen inducir a muchos 
errores, como la manipulación directa de punteros o memoria. 
 
Algunas de las características principales más importantes de este lenguaje son: 
 
Orientado a Objetos 
 
La programación en este lenguaje se basa en la definición de clases, con sus 
atributos i métodos, agrupadas en paquetes y en dónde se permite la herencia 
entre ellas. Todo ello permite tener una gran flexibilidad a la hora de programar, ya 
que, por ejemplo, en proyectos de grandes dimensiones, se pueden dividir las 




Gracias a la Maquina Virtual de Java (JVM), se puede utilizar el lenguaje en 
entornos y plataformas diferentes. Esta máquina, adaptada a cada plataforma, 
permite ejecutar cualquier aplicación implementada en este lenguaje, sin depender 




Precisamente esta característica se deriva de la anterior, ya que la JVM permite que 
una aplicación Java sea altamente portable. Esto va en detrimento de la velocidad 
de procesado de la aplicación, que se ve disminuida ligeramente al tener que 




El hecho de que sea un lenguaje Orientado a Objetos hace que, cuando se creen 
estos objetos, éstos ocupen cierto espacio en memoria. El programador puede 
crearlos según las necesidades que tenga y el propio lenguaje se encargará de 
eliminarlos mediante el Garbage Collector (recolector de basura), que es una 
técnica que destruye los objetos cuando detecta que ya no se volverán a 
referenciar. De esta manera se libera el espacio en memoria. 
 
A parte del propio lenguaje de programación Java, se han utilizado algunas 
bibliotecas del lenguaje pertenecientes a la plataforma Java EE, para poder cubrir 












Java DataBase Connectivity (JDBC) 
 
JDBC es una API que permite la ejecución de operaciones 
sobre bases de datos desde el lenguaje de programación 
Java, independientemente del sistema operativo donde se 
ejecute o de la Base de Datos a la cual se accede, utilizando 
el dialecto SQL del modelo de Base de Datos que se utilice. 
 
El API JDBC se presenta como una colección de interfaces 
Java y métodos de gestión de manejadores de conexión, 
hacia cada modelo específico de Base de Datos. Para utilizar 
una BD particular, el usuario ejecuta su programa junto con 
la biblioteca de conexión apropiada al modelo de su BD, y 
accede a ella estableciendo una conexión, para ello provee el localizador a la base 
de datos y los parámetros de conexión específicos.  
 
Con esto se pueden realizar cualquier tipo de tareas con la BD a las que se tenga 
permiso: consulta, actualización, creación, modificación y borrado de tablas, 
ejecución de procedimientos almacenados, etc. 
 
 
Structured Query Language (SQL) 
 
Como se ha comentado anteriormente, JDBC es una 
API que permite acceder a una BD utilizando el 
dialecto SQL del modelo de dicha BD. Para este 
proyecto se utiliza SQL estándar que es soportado 
también por el SGBD utilizado, que es DB2. 
 
SQL es un lenguaje declarativo de acceso a bases de 
datos relacionales, que permite especificar diversos 
tipos de operaciones sobre las mismas. Aúna 
características del álgebra y el cálculo relacional, 
permitiendo lanzar consultas, con el fin de recuperar 




Unified Modeling Language (UML) 
 
El Lenguaje Unificado de Modelado (UML) es el lenguaje 
de modelado de sistemas de software más conocido y 
utilizado en la actualidad. Es un lenguaje gráfico para 
visualizar, especificar, construir y documentar un 
Sistema. UML ofrece un estándar para describir un 












UML no puede compararse con la programación estructurada, pues no es 
programación, solo se diagrama la realidad. Mientras que, programación 
estructurada, es una forma de programar como lo es la orientación a objetos, sin 
embargo, la programación orientada a objetos viene siendo un complemento 
perfecto de UML, pero no por eso se toma UML sólo para lenguajes orientados a 
objetos. 
 
Desde el año 2005 UML es un estándar aprobado por la ISO. Cuenta con varios 
tipos de diagramas, los cuales muestran diferentes aspectos de las entidades 
representadas. 
 
En este proyecto se ha utilizado UML para modelar los diferentes diagramas de 
clases. 
 
El software utilizado como entorno de desarrollo (IDE) en este proyecto, es Rational 
Application Developer, como se ha comentado en otros apartados. Este entorno 
soporta y permite trabajar con este lenguaje de modelado. 
 
 
EXtensible Markup Language (XML) 
 
XML es un metalenguaje extensible de etiquetas desarrollado 
por el World Wide Web Consortium (W3C). Es una 
simplificación y adaptación del SGML y permite definir la 
gramática de lenguajes específicos (de la misma manera que 
HTML es a su vez un lenguaje definido por SGML). Por lo 
tanto XML no es realmente un lenguaje en particular, sino 
una manera de definir lenguajes para diferentes necesidades. 
 
XML no ha nacido sólo para su aplicación en Internet, sino que se propone como un 
estándar para el intercambio de información estructurada, entre diferentes 
plataformas. Se puede usar en Bases de Datos, editores de texto, hojas de cálculo 
y casi cualquier cosa imaginable. 
 
XML es una tecnología sencilla, que tiene a su alrededor otras que la complementan 
y la hacen mucho más grande, y con unas posibilidades mucho mayores. Tiene un 
papel muy importante en la actualidad, ya que permite la compatibilidad entre 
sistemas para compartir la información de una manera segura, fiable y fácil. 
 
En este proyecto se utiliza el XML como formato de codificación de los archivos que 
representan las peticiones o servicios. Por tanto, dichos archivos tendrán la 
información estructurada asociada a las peticiones que se tienen que enviar. Todo 












Igualmente también se utilizará dicho formato para los archivos de respuesta a las 
peticiones realizadas, incluyendo toda la información necesaria. 
 
Hay que tener en cuenta que el XML es uno de los formatos que soportan las 
diferentes entidades portuarias para el intercambio de información. 
 
Como se ha comentado anteriormente XML es una tecnología que tiene a su 
alrededor otras que la complementan. Una de ellas es Castor y ha sido utilizada en 
este proyecto. A continuación se describen las características principales sobre esta 




Castor de ExoLab, es una herramienta de “data 
binding” de código abierto para Java, que soporta 
binding con XML, Bases de Datos relacionales y LDAP. 
Castor XML trabaja con los datos definidos en 
documentos XML a través de un modelo de objetos propietario (Castor Schema 
Object Model) que los representa. Está diseñado para trabajar con modelos de 
objetos Java ya existentes y para generar nuevos modelos basados en un esquema 
XML origen, proporcionando un “binding” entre componentes de XML Schema y 
construcciones propias del lenguaje Java. 
 
En resumen, Castor  XML es una tecnología que permite pasar de formato XML a 
objetos del lenguaje Java y viceversa. Es por eso que se ha utilizado en la 
realización del proyecto, cosa que nos ha permitido: 
 
- Crear objetos Java a partir de las peticiones XML: Esto nos permite poder 
trabajar con la información incluida en los archivos XML referente a las 
peticiones que se deben procesar. Por ejemplo, una de las cosas que 
podemos hacer con esa información es almacenarla en una BD.  
 
- Montar archivos XML a partir de objetos Java: Esto nos permite construir las 
respectivas respuestas en formato XML asociadas a las peticiones 





Un Servicio Web es un conjunto de protocolos y estándares que sirven para 
intercambiar datos entre aplicaciones. Distintas aplicaciones de software 
desarrolladas en lenguajes de programación diferentes, y ejecutadas sobre 
cualquier plataforma, pueden utilizar los servicios web para intercambiar datos en 
redes de ordenadores como Internet. La interoperabilidad se consigue mediante la 
adopción de estándares abiertos (formatos de datos; protocolos de transporte, 












Algunas de las principales ventajas de los servicios web son: 
 
- Permiten que servicios y software de diferentes compañías ubicadas en 
diferentes lugares geográficos puedan ser combinados fácilmente para 
proveer servicios integrados. 
 
- Los Servicios Web fomentan los estándares y protocolos basados en texto, 
que hacen más fácil acceder a su contenido y entender su funcionamiento. 
Las especificaciones son gestionadas por una organización abierta, la W3C, 
por tanto no hay secretismos por intereses particulares de fabricantes 
concretos y se garantiza la plena interoperabilidad entre aplicaciones. 
 
Un Servicio Web es proveído por un 
Service Provider que lo pone a disposición 
de las demás entidades mediante la 
publicación del servicio en un registro 
(Service Registry). Cuando un servicio 
web se publica se ofrece una descripción 
del mismo para que los clientes (Service 
Requestors) que quieran utilizarlo, sepan 
cómo hacerlo. Para ello, los clientes 
deberán buscar el servicio en el registro y 
después invocarlo. 
 
En el proyecto se han utilizado los Servicios Web para el intercambio de datos entre 
nuestra aplicación y las diferentes autoridades portuarias implementadas. Los datos 
intercambiados son los referentes a las peticiones de servicios que se deben 
procesar en estas entidades, así como sus respectivas respuestas generadas. 
 
Los Servicios  Web pueden funcionar sobre diferentes motores (o contenedores) y 
servidores de aplicaciones. En mi caso los Servicios Web se han implementado con 
el motor Apache Axis2 y funcionan sobre el servidor de aplicaciones Apache 
Tomcat. 
 




Axis2 es la versión mejorada del contenedor de Web 
Services AXIS. El proyecto ha evolucionado 
independientemente de la primera versión debido a que 
implementa especificaciones diferentes.  
 











contenedores más extendidos para implantar soluciones basadas en Web Services o 
que proveían acceso a sistemas preexistentes mediante Web Services SOAP. 
 
Tan potente era el resultado de los Web Services SOAP implantados sobre AXIS que 
muchos Web Services que funcionan sobre Webpshere o Weblogic emplean AXIS. 
Este tipo de soluciones sustituye a las implementaciones nativas de los diferentes 
contenedores y permitía mejorar la portabilidad de los Web Services. 
 
Con la aparición de Axis2 y sobre todo con el aumento de la documentación y 
mejora de estabilidad de las versiones iniciales, ésta se ha convertido en la solución 
de referencia para construir Web Services y desplegarlos bajo los requisitos más 
exigentes. 
 
Axis2 puede utilizar los protocolos de intercambio SOAP 1.1, SOAP 1.2 y REST. 
Además soporta las especificaciones: WS-Security, WS-ReliableMessaging, WS-
Addressing, WS-Coordination y WS-Atomic Transaction. 
 
En resumen: Axis2 es el nuevo motor de webservices de Apache. Su arquitectura 
ha sido diseñada desde cero, teniendo en cuenta las lecciones aprendidas con AXIS. 
Cabe destacar su mejor rendimiento, pero sobretodo su sistema de módulos 
que permite, de forma sencilla, añadir nuevas funcionalidades y soportar futuras 












7.2 Implementación de la capa de dominio 
 
Durante la anterior fase de Diseño de la Capa de Dominio, se realizó el modelo 
conceptual de diseño, resultante del proceso de Normalización del modelo 
conceptual de análisis. Se muestra a continuación a modo de recordatorio: 
 
En ese punto, también se comentó por alto, el hecho de que no todos los conceptos 
que aparecen en ese modelo necesariamente deben ser implementados como 
clases de la Capa de Dominio. De hecho, se toma la decisión de que habrá algunos 
conceptos que se implementarán como archivos XML de datos y otros como clases 
Java pertenecientes al dominio. 
 
7.2.1 Documentos XML 
 
Los conceptos que se implementan como archivos XML de datos son los referentes 
a las peticiones: 
 
- Request_XML: Documento de petición general que debe ser interpretado por 












- Service_Request_XML: Petición de servicio que se debe ejecutar en una 
plataforma portuaria concreta. 
 
- Service_Response_XML: Respuesta generada por la autoridad portuaria 
correspondiente asociada a una petición de un servicio procesado. 
 
- Request_Response_XML: Respuesta generada por el sistema, asociada a una 
petición general. Contiene la respuesta generada por la autoridad portuaria 
correspondiente si se ha podido ejecutar la petición y ésta ha generado una 
respuesta. En caso de peticiones erróneas, contiene la petición en sí, para 





Un archivo “.xsd” es un archivo Esquema de Definición XML (XML Schema 
Definition) escrito en un lenguaje llamado XML Schema. Los documentos esquema 
se concibieron como una alternativa a las DTD (Definición de Tipo de Documento), 
más complejas, intentando superar sus puntos débiles y buscar nuevas capacidades 
a la hora de definir estructuras para documentos XML.  
 
XML Schema es un lenguaje de esquema utilizado para describir la estructura y las 
restricciones de los contenidos de los documentos XML de una forma muy precisa, 
más allá de las normas sintácticas impuestas por el propio lenguaje XML. Se 
consigue así una percepción del tipo de documento con un nivel alto de abstracción. 
Fue desarrollado por el World Wide Web Consortium (W3C). 
 
El principal aporte de XML Schema es el gran número de tipos de datos que 
incorpora. De esta manera, XML Schema aumenta las posibilidades y 
funcionalidades de aplicaciones de procesado de datos, incluyendo tipos de datos 
complejos como fechas, números y Strings. 
 
En este proyecto se define un esquema llamado “Document.xsd” que definirá la 
estructura que deberá tener el documento XML general de petición (Request_XML), 
así como también el documento XML general de respuesta a la petición 
(Request_Response_XML). Se ha tomado esta decisión, porque el documento de 
respuesta será similar al de petición y, por tanto, podemos aprovechar el mismo 
Esquema para los dos, jugando con los campos opcionales. 
 
A continuación se muestra la implementación de dicho Esquema de Definición, así 
como una breve descripción del mismo. Primero se ilustrará la vista de Diseño y 












Diseño de Document.xsd: 
 
 




• Header: Cabecera del documento. Contiene información importante asociada 
a la petición. Son los siguientes campos: 
 
o request_type_id: Campo obligatorio que indica el tipo de petición que 
se está tratando. Es de tipo (request_type_idType) que es un tipo 
complejo que representa al tipo de datos String con un máximo de 7 
caracteres. 
 
o request_info: Campo obligatorio que indica la información sobre el 
destino (puerto donde se debe procesar) de la petición que se está 
tratando. Es de tipo (request_infoType) que es un tipo complejo que 
representa al tipo de datos String con un máximo de 40 caracteres. 
 
o request_key: Campo obligatorio que indica una clave asociada a la 
petición que se está tratando. Sirve para conectar la petición con su 
repuesta, en la aplicación cliente. Es de tipo (request_keyType) que 
es un tipo complejo que representa al tipo de datos String con un 
máximo de 40 caracteres. 
 
o request_name: Campo obligatorio que indica parte del nombre que 
deberá tener el mensaje de petición que deberá ser enviado. En 
concreto deberá contener el NIF de la empresa que envía el mensaje, 
el NIF de la empresa al cual va dirigido, el número de documento que 
se trata y el número de mensaje (versión del documento). Es de tipo 
(request_keyName) que es un tipo complejo que representa al tipo 
de datos String con un máximo de 40 caracteres. 
 
o response_status: Campo opcional (solo se utilizará en el documento 
de respuesta) que indica el estado de la petición que se ha 












o errors: Campo opcional (solo se utilizará en el documento de 
respuesta, si es necesario) que indica los errores asociados a la 
petición que se ha procesado, en caso de ésta sea errónea 
(response_status = ERROR). Es un campo multievaluado y de tipo 
String. 
 
o historic_id: Campo opcional (solo se utilizará en el documento de 
respuesta). En caso de peticiones erróneas, indica el valor del 
identificador de la tabla de histórico HISTORIC_REQUESTS de la BD, 
asociado a la petición que se ha procesado. En respuestas 
recuperadas, este campo toma el valor del identificador de la tabla de 
respuestas HISTORIC_RESPONSES en la cual se ha almacenado 
información sobre la respuesta. Es de tipo entero y servirá para 
identificar las peticiones o las respuestas en dichas tablas de la BD. 
 
• Message: Mensaje de la petición.  
 
En este campo irá contenida la petición de servicio (Service_Request_XML) 
que realmente se ha de enviar y ejecutar en una autoridad portuaria. Es un 
campo definido como String pero que realmente contendrá un documento 
XML con los datos del servicio a procesar. 
 
En el caso de que el documento sea de repuesta, en este campo irá 
contenida la respuesta a la petición de servicio (Service_Response_XML) que 
se ha ejecutado. Si la petición no se ha podido ejecutar por cualquier error, 
este campo contendrá la petición de servicio original (Service_Request_XML) 
para que se puedan observar los posibles errores producidos. 
 
A continuación se muestra el código fuente que implementa este Esquema, escrito 
en lenguaje XML Schema: 
 
Código fuente de Document.xsd: 
 





    <complexType name="Document"> 
     <sequence> 
      <element name="Header" type="tns:Header" minOccurs="1" 
maxOccurs="1"></element> 
      <element name="Message" type="string" minOccurs="1" 
       maxOccurs="1"> 
      </element> 
     </sequence> 
    </complexType> 
 
    <complexType name="Header"> 
     <sequence> 
      <element name="request_type_id" minOccurs="1" 
       maxOccurs="1"> 
       <simpleType> 












         <length value="5"></length> 
        </restriction> 
       </simpleType> 
      </element> 
      <element name="request_info" minOccurs="1" maxOccurs="1"> 
       <simpleType> 
        <restriction base="string"> 
         <length value="5"></length> 
        </restriction> 
       </simpleType> 
      </element> 
            <element name="request_key" minOccurs="1" maxOccurs="1"> 
       <simpleType> 
        <restriction base="string"> 
         <minLength value="0"></minLength> 
         <maxLength value="40"></maxLength> 
        </restriction> 
       </simpleType> 
      </element> 
            <element name="response_status" type="string" minOccurs="0" 
       maxOccurs="1"> 
      </element> 
            <element name="errors" type="string" minOccurs="0" 
             maxOccurs="unbounded"> 
            </element> 
            <element name="historic_id" type="int" minOccurs="0" 
       maxOccurs="1"> 
      </element> 
     </sequence> 




Tal y como se ha podido ver anteriormente, el archivo XML “Document” define la 
estructura que deberá tener el documento XML general de petición (Request_XML), 
así como también el documento XML general de respuesta a la petición 
(Request_Response_XML). 
 
Recodar que dicha estructura contiene un campo llamado “message” donde irá 
contenida la petición de servicio (Service_Request_XML) que realmente se ha de 
enviar y ejecutar en una autoridad portuaria en el caso de los documentos de 
peticiones. En caso de que el documento sea de respuesta a una petición 
procesada, este campo contendrá la respuesta retornada por la autoridad portuaria 
que procesó la petición (Service_Response_XML). 
 
Por tanto, las peticiones de servicio (Service_Request_XML), que realmente son las 
que se han de enviar, también se deben crear. En este proyecto se crean tantos 
archivos XML como peticiones de servicios se quieran implementar. Por lo normal 
se implementarán todos los servicios ofrecidos y soportados por las autoridades 
portuarias, principalmente PortIC. 
 
Para la implementación de cada una de las peticiones, primero se crearan cada uno 
de los archivos “.xsd” que las especifican. Recordar que un archivo “.xsd” es un 
archivo Esquema de Definición XML que se utiliza para describir la estructura y las 
restricciones de los contenidos de los documentos XML. Por tanto, cada 












A partir de los archivos de Esquema de Definición XML y utilizando la tecnología 
Castor (Ver 6.1 Tecnologías utilizadas) se pueden obtener los archivos XML 
correspondientes y los modelos del lenguaje Java que los representan. 
 
A continuación se muestra un ejemplo de implementación de un archivo de 
Esquema de Definición XML de una petición/servicio. Más concretamente la 
petición/servicio se trata de una Petición de Booking de la plataforma del puerto 
de Barcelona (PortIC). 
 
Se ilustrará la vista de Diseño y no se mostrará el código fuente asociado debido al 
gran tamaño de este archivo. Es muy probable que no se aprecien los detalles de la 
vista de diseño, simplemente sirve de muestra para comprobar la cantidad de datos 



























El código fuente que implementa este Esquema, escrito en lenguaje XML Schema, 
no se mostrará en esta memoria debido a la gran extensión que ocuparía. Dicho 
código fuente asociado al esquema anterior ocuparía unas 25-30 páginas de esta 
memoria, así que por razones obvias no será plasmado. Es fácil imaginarse el 
tamaño nada más viendo el diseño anterior. 
 
Hay que tener en cuenta que cada una de las peticiones/servicios que se quieran 
implementar manejan una cantidad de datos e información similar al servicio visto 
anteriormente, de ahí la dificultad de trabajar con archivos XML de tan grandes 
volúmenes. 
 
Destacar también que en el caso sólo de la plataforma portuaria PortIC del puerto 
de Barcelona se va a implementar alrededor de 25 peticiones/servicios diferentes, 












Una vez visto un ejemplo de implementación de un archivo de Esquema de 
Definición XML de una petición/servicio, se va a mostrar un ejemplo de una 
respuesta (Service_Response_XML). En concreto la respuesta que se va a mostrar 
se trata de un mensaje APERAK de la plataforma PortIC del puerto de Barcelona. 
 
Los mensajes APERAK son los mensajes de respuesta que utiliza PortIC en la 
mayoría de los casos. A continuación se ilustrará la vista de diseño del archivo de 
Esquema de este mensaje: 
 
Diseño de APERAK.xsd: 
 
El código fuente referente a este esquema no se muestra por los mismos motivos 
que el anterior ejemplo de petición mostrado, la gran extensión que ocuparía. 
 
Una vez mostrado un ejemplo de cada uno de los tipos de mensajes y archivos XML 
que se manejan en el proyecto, se da por cerrado el capítulo de Documentos XML y 
a continuación se pasará a comentar las principales clases Java que se 












7.2.2 Clases Java de dominio 
 
En este apartado se comentarán y describirán los aspectos más importantes de las 
principales clases Java que se implementan en la Capa de Dominio. Estas clases 
son las encargadas de realizar toda la lógica de negocio del sistema y en su 




Todos los demás conceptos que aparecen en el modelo se implementan como 
clases Java, ya que éstos serán los que se gestionen en nuestra Base de Datos. A 
estas clases se les llama clases Entidad, y son las representantes en la Capa de 
Dominio de cada una de las clases de Datos que tenemos. 
 
En este tipo de clases se implementan métodos para guardar y recuperar datos en 
la Base de Datos. No obstante, estos métodos no interactúan directamente con la 
BD sino que invocan métodos de sus respectivas clases homólogas de la Capa de 
Datos, es decir, que delegan el trabajo a éstas.  
 
Por tanto, para acceder a la BD desde la Capa de Dominio, primero es necesario 
pasar por la Capa de Datos. De esta manera no se introduce código de acceso a BD 
en la lógica de negocio. 
 
Seguidamente se muestra un modelo en el que se muestran las clases Java de 












A continuación se muestra un ejemplo de clase entidad implementada: 
 





 * Clase Entidad de la capa lógica de negocio que representa un Tipo de Conector 
 */ 
public class ConnectorType { 
 
 //Atributos de la clase 
 private String connector_Type_Id; 
 private String description; 
 private String connector_Type_Class_Name; 
  
  
 //Método para cargar un objeto de la BD 
 public void load(java.sql.Connection con, String id) throws Exception{ 
 
  es.sctrade.scbus.model.ConnectorType conType =     
    es.sctrade.scbus.model.ConnectorTypeH.findByPK(con, id);  
 
  if (conType != null){ 
   setConnectorTypeId(id); 
   setDescription(conType.getDescription()); 
   setConnectorTypeClassName(conType.getConnectorTypeClassName()); 
  }else{ 
   System.out.println("No existe ningún tipo de conector con este  
          identificador"); 




 //Método para almacenar un objeto en la BD 
 public void save(java.sql.Connection con) throws Exception{ 
  es.sctrade.scbus.model.ConnectorType conType = new     
      es.sctrade.scbus.model.ConnectorType(); 
   
  conType.setConnectorTypeId(connector_Type_Id); 
  conType.setDescripion(description); 
  conType.setConnectorTypeClassName(connector_Type_Class_Name); 
   
  if((es.sctrade.scbus.model.ConnectorTypeH.findByPK(con,    
        connector_Type_Id)) == null){ 
   es.sctrade.scbus.model.ConnectorTypeH.add(con, conType); 
  }else{ 
   es.sctrade.scbus.model.ConnectorTypeH.update(con, conType); 
  } 
 } 
 
 //Getters y setters 
  
 public String getConnectorTypeId() { 
  return connector_Type_Id; 
 } 
 
 public void setConnectorTypeId(String connectorTypeId) { 
  this.connector_Type_Id = connectorTypeId; 
 } 
 
 public String getDescription() { 
  return description; 
 } 
 
 public void setDescription(String description) { 













 public String getConnectorTypeClassName() { 
  return connector_Type_Class_Name; 
 } 
 
 public void setConnectorTypeClassName(String connectorTypeClassName) { 
  this.connector_Type_Class_Name = connectorTypeClassName; 
 }  
} 
 
Como se puede observar, esta clase representa al modelo CONNECTOR_TYPE. 
Tiene los mismos atributos que su clase DTO homóloga de la Capa de Datos e 
implementa los métodos save y load que guardan y recuperan los datos de la BD, 
delegando todo el trabajo en los métodos de su clase DAO correspondiente 
(ConnectorTypeH.java) de la Capa de Datos. 
 
 
Clase principal “Daemon” 
 
A parte de las clases de entidad, es necesario implementar otras clases que sean 
las que realmente realicen las operaciones de toda la lógica de negocio. En este 
proyecto se va a crear una clase principal que se llamará Daemon y que contendrá 
el main del sistema. 
 
Esta clase se encargará de realizar casi todos los casos de uso de la lógica de 
negocio para cubrir muchas de las funcionalidades que debe satisfacer el sistema. 
 
Debido al gran tamaño que ocupa todo el código fuente en Java que implementa 
esta clase, no se va a mostrar la parte de código (tal y como se ha hecho con otras 
clases más pequeñas), ya que esto ocuparía varias páginas de esta memoria y no 
aportaría nada de información a los lectores que no sepan interpretar código Java.  
 
Lo que se va a hacer en lugar de esto, es describir las funcionalidades o acciones 
más importantes que realiza dicha clase principal. Son las siguientes: 
 
- Crea una conexión con la Base de Datos, utilizando los métodos inicializa() y 
getConnection() de la clase DBConnection.java. (Ver Implementación de las 
clases de la capa de datos) 
 
- Consulta el fichero de configuraciones Config_Dir_Path.properties donde 
están las rutas de los directorios de entrada, histórico y salida. En caso de 
no existir dichos directorios los crea con las rutas especificadas. 
 
- Consulta el directorio de entrada, donde se colocan los documentos XML de 
las peticiones que se tienen que procesar. Para cada una de las peticiones se 
realiza lo siguiente: 
 
- Mueve al directorio de histórico el documento XML de la petición que se está 












- Interpreta la cabecera del documento XML de la petición a procesar. Esto 
incluye: 
 
o Pasar los datos de formato XML a objetos Java. 
 
o Leer dicha información y comprobar si la petición se puede procesar. 
 
o Si la petición se puede procesar, se busca el Tipo de Conector 
asociado que la debe procesar. 
 
o Si la petición no se puede procesar, se informa de ello y se crea un 
documento XML de respuesta asociado que se guarda en el directorio 
de salida. Además, se guarda la información asociada a dicha 
petición, en la tabla de Histórico de Peticiones de la BD, con estado 
ERROR. 
 
- En caso que la petición se pueda procesar, busca el nombre de la clase 
lógica Java asociada al Tipo de Conector que la debe procesar, y delega su 
ejecución a dicha clase. 
 
- Una vez se ha ejecutado la petición en su clase correspondiente, se recupera 
la información de respuesta generada por ésta y que está asociada a la 
petición. 
 
- Almacena información sobre la petición en la tabla de Histórico de Peticiones 
de la BD, tanto si se ha podido ejecutar como si no. Si la petición es válida y 
se ha podido enviar se guarda con estado SENT, en caso contrario se guarda 
con estado ERROR. 
 
- En caso de ERROR, monta un documento XML de respuesta asociado a la 
petición, con su información correspondiente y guarda el documento XML de 
respuesta en el directorio de salida. 
 
- A continuación busca si hay mensajes de respuesta retornados por las 
autoridades portuarias. Dichos mensajes son respuestas de peticiones que 
han sido enviadas previamente. 
 
- En el caso que haya respuestas disponibles, éstas se recuperan y para cada 
una de ellas se realiza lo siguiente: 
 
- Almacena información sobre la respuesta en la tabla de Histórico de 
Respuestas de la BD. 
 
- Monta un documento XML que incluye la respuesta y guarda dicho 












A continuación se muestra un modelo de la clase principal Java Daemon en la que 




Como se puede observar, esta clase realiza casi todas las 
operaciones de negocio, menos las que tienen que ver con el 
procesamiento o ejecución de la petición de servicio en sí. 
Esto es, básicamente, la comunicación con la autoridad 
portuaria correspondiente. A continuación se describen las 









Clases lógicas asociadas a los Tipos de Conectores 
 
Las Autoridades Portuarias (PortIC, valenciaport, etc.) son unos agentes a los 
cuales se deben enviar las peticiones para que sean procesadas por éstos. Por 
tanto, es un concepto que no se debe implementar en el sistema, simplemente se 
implementan métodos de conexión y envío hacia estos agentes. Esto se 
implementa en cada una de sus clases Java “Connector_Class” correspondientes. 
 
Cada Tipo de Conector tiene asociada una clase lógica (Ver definición de tabla de 
BD CONNECTOR_TYPES) que es una clase Java que se encarga de realizar toda la 
lógica de negocio referente al procesamiento o ejecución de peticiones mediante su 
envío a la autoridad portuaria correspondiente. 
 
Cada una de estas clases hereda de una clase general abstracta llamada 
ConnectorBase que define las operaciones a ejecutar.  
 
En esta memoria no se va a entrar en el detalle de cada una de las clases lógicas, 
asociadas a las diferentes autoridades portuarias, que se pueden implementar. Pero 
lo que sí haré será comentar por encima detalles de la implementación de la clase 













Clase abstracta ConnectorBase.java 
 
Como se ha comentado, se trata de una clase general que 
sirve de base para las clases asociadas a los diferentes Tipos 
de Conectores que se implementan. Esta clase define las 
operaciones que se han de ejecutar y contiene métodos 
comunes en todos los tipos de conector que son llamados por 
la clase principal Daemon.  
 
De esta manera, cada vez que se desee introducir una nueva 
clase lógica referente a un nuevo tipo de conector, ésta 
deberá heredar de esta clase y deberá implementar los 
métodos abstractos declarados en ella. 
 
A continuación se describe la implementación de esta clase: 
 
La clase abstracta ConnectorBase define atributos o variables 
que son necesarias para la gestión de toda la información 
que se procesa entre las clases que implementan ésta clase, 
y la clase principal Daemon. Podemos distinguir dos grupos 
de atributos diferenciados:  
 
• Los que representan información que es proporcionada por el Daemon. 
 
o Tipo de petición a ejecutar. 
 
o Nombre formal de la petición, incluye: 
 
 CIF de la empresa emisora de la petición. 
 CIF de la empresa receptora de la petición. 
 Número de documento asociado a la petición. 
 Número de versión del documento. 
 
o Mensaje de petición con todos los datos del servicio a ejecutar. 
 
o Nombre del fichero de configuración asociado al tipo de conector que 
se debe instanciar para procesar la petición. 
 
• Los que representan información que se debe introducir para 
proporcionársela después a la clase principal Daemon. 
 
o Estado de respuesta de la petición: Enviada o Error. 
 
o Mensaje de respuesta retornado. 
 


















A parte de todas estas variables, también se definen los métodos que se deben 
ejecutar. Los métodos que se definen son los siguientes: 
 
Método abstracto connectorLogic():  
 
Es un método que debe ser implementado en cada una de las clases que hereden 
de ConnectorBase. Está pensado para que sea un método que obtenga un 
modelado de la petición, específico de la plataforma portuaria correspondiente, a 
partir del mensaje de petición general.  
 
Según cada implementación diferente también puede realizar otras cosas. Por 
ejemplo: en la clase de tipo de conector PortICConnector (que hereda de 
ConnectorBase), este método también se encarga de crear un fichero con el 
mensaje de petición específico y guardarlo en un directorio concreto de la aplicación 
utilizada para que se procese su envío. 
 
Método abstracto validate(): 
 
Es un método que debe ser implementado en cada una de las clases que hereden 
de ConnectorBase. Está pensado para que sea un método que valide el mensaje de 
petición a través de su modelado. Esta validación se puede realizar de forma 
diferente en cada implementación o tipo de conector diferente. 
 
Por ejemplo: en la clase de tipo de conector PortICConnector este método realiza la 




Se trata de un método que no es abstracto, se implementa en esta clase 
ConnectorBase. Por tanto, es un método común para todos los tipos de conectores. 
En la clase principal Daemon, se invocará a este método cada vez que queramos 
ejecutar una petición. Básicamente, su función es crear instancias de las variables, 
cargar la configuración correspondiente del fichero de configuraciones, invocar a los 
métodos connectorLogic y validate vistos anteriormente y gestionar su resultado. 
 
Método abstracto executeResponse(): 
 
Es un método que debe ser implementado en cada una de las clases que hereden 











sobre peticiones procesadas con anterioridad. Se ha declarado como método 
abstracto porque la manera de recuperar las respuestas puede ser diferente según 
cada tipo de conector. 
 
Por ejemplo: en la clase de tipo de conector PortICConnector este método recupera 
las respuestas del directorio inbox de su aplicación. 
 
En la clase principal Daemon, se invocará a este método cada vez que queramos 
recuperar respuestas. Esto debe ser así, porque normalmente las respuestas a una 
petición enviada no son inmediatas, sino que pueden tardar incluso días. 
 
 
De forma general, estos son los aspectos más importantes a comentar sobre la 













7.3 Implementación de la capa de datos 
 
En este apartado se van a mostrar todos los procesos o pasos seguidos a la hora de 
implementar la capa de gestión de datos. Se describirá el desarrollo de la creación 
y gestión de la Base de Datos del proyecto, así como de las propias clases Java 
pertenecientes a esta capa. 
 
Con todo esto se va a intentar ilustrar lo mejor posible todo lo referente a la 
implementación, mostrando algunas imágenes ilustrativas y algo de código fuente 
Java implementado. 
 
7.3.1 Implementación de la Base de Datos 
 
En la fase de Diseño de la Capa de Gestión de Datos, diseñamos el modelo físico de 
datos que debía tener la Base de Datos. Este modelo mostraba las tablas que 
debían crearse en la BD. 
 
También se definió el Sistema Gestor de Bases de Datos (SGBD) a utilizar para la 
gestión de nuestra BD, éste era DB2/400 integrado en el servidor AS/400 (o 
iSeries). Recordemos que esta decisión se tomó porque es el servidor que utilizan 
en la empresa en la que se ha desarrollado el proyecto. 
 
Con todo esto, ya está todo preparado para la creación de la BD perteneciente a mi 
proyecto. Para ello se accede directamente al servidor iSeries mediante el 
navegador iSeries Navigator de la aplicación IBM iSeries Acces para Windows. 
 
Utilizando este navegador se puede acceder al apartado Bases de Datos del 
servidor, y aquí se pueden ver los Esquemas existentes. Se crea un Esquema 
llamado SCBUS que será el correspondiente a mi proyecto y en él creamos las 
tablas que formarán parte de la BD. 
 
A continuación se muestra una vista del navegador en donde se pueden visualizar 














El navegador ofrece todas las funcionalidades posibles y disponibles en el SGBD 
para la gestión de una Base de Datos: claves, restricciones, tipos de datos, índices, 
procedimientos, etc. También permite gestionar el contenido de las tablas, es decir, 
los propios datos en sí. Con esto se pueden hacer inserciones, modificaciones, 
eliminaciones, etc. 
 
En resumen, mediante esta herramienta se puede llevar una completa gestión de 
















7.3.2 Implementación de las clases Java de la capa de datos 
 
Tal y como se especificó en la fase de Diseño de la Capa de Gestión de Datos, se 
utiliza el Patrón de diseño DAO para el diseño de dicha capa. El resultado de 
aplicar este diseño es un conjunto de clases (y/o interficies) que se deben 
implementar. 
 
En la descripción de dicho patrón de diseño (Ver Tema 5.1.2 Patrones de Diseño) se 
puede ver que el resultado de su aplicación es:  
 
- Una serie de clases llamadas DAO’s, tantas como tablas hay en la Base de 
Datos, que interactuaran con su tabla correspondiente de la BD mediante los 
métodos CRUD (Create, Read, Update y Delete). 
 
- Unas clases llamadas DTO’s que representan los modelos (dichas tablas de 
BD) y que tienen como atributos los datos de los modelos y sus 
correspondientes métodos getters y setters. 
 
Comentar que la implementación que se ha realizado del patrón de diseño DAO 
para este proyecto, solo contempla las clases o Handlers que utilizan código JDBC.  
 
También se podría haber implementado una interfície DAO común (con la 
declaración de los métodos CRUD) para todas las implementaciones y después 
haber creado clases que implementasen dicha interfície y que utilizasen JDBC 












De esta manera se podrían ir creando clases que implementasen la interfície común 
y que accediesen contra otros SGDB’s como Oracle o MySQL, o utilizasen otras 
herramientas de almacenamiento como Hibernate. 
 
Esta posibilidad no se ha considerado hasta el momento, ya que, para el PFC es 
suficiente con las clases de JDBC específicas para DB2. En un futuro, si fuese 
necesario acceder contra otro SGBD, se plantearía esta posibilidad. 
 
Dicho esto, seguidamente se ilustran unos modelos en los que se muestran las 



















A continuación se muestra algo de código fuente para una de las clases DTO 
implementadas: 
 





 * Clase DTO (Data Transfer Object) del patrón de diseño DAO que representa un Tipo de 
Conector 
 */ 
public class ConnectorType { 
 
 //Atributos 
 private String connector_Type_Id; 
 private String description; 




  * @return Devuelve identificador del tipo de conector. 
  */ 
 public synchronized String getConnectorTypeId() { 















  */ 
 public synchronized void setConnectorTypeId(String id) { 




  * @return Devuelve descripción del tipo de conector. 
  */ 
 public synchronized String getDescription() { 




  * @param description: Descripción a establecer. 
  */ 
 public synchronized void setDescripion(String description) { 




  * @return Devuelve el nombre de la Clase lógica del tipo de conector. 
  */ 
 public synchronized String getConnectorTypeClassName() { 




  * @param className: Nombre de la clase lógica del tipo de conector a establecer. 
  */ 
 public synchronized void setConnectorTypeClassName(String className) { 





Como se puede ver, esta clase representa el modelo de la tabla 
CONNECTOR_TYPES creada en la BD (Ver Ilustración iSeries Navigator), con sus 
respectivos atributos y métodos “accessors”. 
 
A continuación se muestra el código fuente de la clase DAO asociada al anterior 
DTO. A estas clases también se les llama Handlers (de ahí la H al final del nombre) 
y son las encargadas de interactuar con la Base de Datos: 
 
 





 * Clase DAO (Data Acces Object) del patrón de diseño DAO que representa un Tipo de 
Conector 
 */ 
public class ConnectorTypeH { 
 
 /* 
  * Método para pasar de una entrada seleccionada y guardada en ResultSet a un 
objeto del modelo 
  */ 
 private static ConnectorType rsToObject(ResultSet rs) throws Exception{ 
 
  ConnectorType modelo = null; 
   
  try{ 
   modelo = new ConnectorType(); 











   modelo.setDescripion(rs.getString("DESCRIPTION")); 
  
 modelo.setConnectorTypeClassName(rs.getString("CONNECTOR_TYPE_CLASS_NAME")); 
    
  }catch(Exception e){ 
   throw e; 
  } 
   




  * Método para seleccionar todas las entradas de la tabla connector_types 
  */ 
 public static Vector<ConnectorType> findAll(Connection con) throws Exception{ 
  Vector<ConnectorType> lista = new Vector<ConnectorType>(); 
  Statement stmt; 
   
  // Buscamos registro 
  try { 
   //Recuperamos la conexión 
   stmt = con.createStatement(); 
   ResultSet rs = stmt.executeQuery("SELECT * FROM connector_types"); 
    
   while (rs.next()) { 
    lista.add(rsToObject(rs)); 
   } 
    
   stmt.close(); 
    
  } catch (Exception e) { 
   // TODO Bloque catch generado automáticamente 
   throw e; 
  } 
    




  * Método para buscar una entrada de la tabla connector_types dado el 
identificador 
  */ 
 public static ConnectorType findByPK(Connection con, String id) throws Exception{ 
  ConnectorType modelo = null; 
  Statement stmt; 
  String sentencia = ""; 
   
  // Buscamos registro 
  try { 
   // Recuperamos la conexión 
   stmt = con.createStatement(); 
   sentencia = "SELECT * FROM connector_types WHERE CONNECTOR_TYPE_ID 
= '" + id + "'"; 
   ResultSet rs = stmt.executeQuery(sentencia); 
    
   while (rs.next()) { 
    modelo = rsToObject(rs); 
   } 
    
   stmt.close(); 
    
  } catch (Exception e) { 
   // TODO Bloque catch generado automáticamente 
   throw e; 
  } 
   
  return modelo; 














  * Método para añadir una entrada a la tabla connector_types dado el objeto del 
modelo 
  */ 
 public static void add(Connection con, ConnectorType modelo) throws Exception{ 
  PreparedStatement ps = null; 
  String sentencia = ""; 
   
  try{ 
   sentencia = "INSERT INTO connector_types (CONNECTOR_TYPE_ID, 
DESCRIPTION, CONNECTOR_TYPE_CLASS_NAME) VALUES(?,?,?)"; 
   ps = con.prepareStatement(sentencia); 
   ps.setString(1, modelo.getConnectorTypeId()); 
   ps.setString(2, modelo.getDescription()); 
   ps.setString(3, modelo.getConnectorTypeClassName()); 
   ps.executeUpdate(); 
   ps.close(); 
    
  }catch(Exception e){ 
   try{ 
    ps.close(); 
   }catch(Exception e2){} 
    
   throw e; 




  * Método para modificar una entrada de la tabla connector_types dado su objeto 
del modelo 
  */ 
 public static void update(Connection con, ConnectorType modelo) throws Exception{ 
  PreparedStatement ps = null; 
  String sentencia = ""; 
     
  sentencia = "UPDATE connector_types SET DESCRIPTION = ?, 
CONNECTOR_TYPE_CLASS_NAME = ? WHERE CONNECTOR_TYPE_ID = ?"; 
  ps = con.prepareStatement(sentencia);    
  ps.setString(1, modelo.getDescription()); 
  ps.setString(2, modelo.getConnectorTypeClassName()); 
  ps.setString(3, modelo.getConnectorTypeId()); 
  ps.executeUpdate(); 




  * Método para eliminar una entrada de la tabla connector_types dado el objeto 
del modelo 
  */ 
 public static void delete(Connection con, ConnectorType modelo) throws Exception{ 
  PreparedStatement ps = null; 
  String sentencia = ""; 
     
  sentencia = "DELETE FROM connector_types WHERE CONNECTOR_TYPE_ID = ?"; 
  ps = con.prepareStatement(sentencia);    
  ps.setString(1, modelo.getConnectorTypeId()); 
  ps.executeUpdate(); 






Tal y como se puede apreciar, esta clase tiene los métodos que interactuarán con la 
Base de Datos, o mejor dicho, con su tabla correspondiente de la BD. En estos se 
incluye el código JDBC para interactuar con ella, que a su vez, incluye código en 












Se puede visualizar perfectamente cómo esta clase utiliza su objeto  DTO asociado 
ConnectorType (mostrado anteriormente) creando instancias de dicho modelo que 
representan los datos almacenados o a almacenar en la Base de Datos. 
 
Hay que destacar el hecho de que en esta clase no se incluye el código JDBC que 
realiza la conexión con la Base de Datos. Esto es así porque si se pusiera dicho 
código aquí, también debería ponerse en todas las clases DAO’s (Handlers) que 
hay, con lo cual, estaríamos replicando código muchas veces.  
 
Notar que los métodos que interactúan con la BD reciben un parámetro que es la 
conexión (Connection) con ésta. Éste parámetro será pasado por las clases que 
forman parte de la lógica de negocio, es decir, por las clases de la Capa de 
Dominio, más concretamente por la clase principal Daemon. 
 
Por tanto, la parte de código JDBC que realiza la conexión con la Base de Datos 
específica, se ha implementado en una clase, que realiza la función de puente o 
conector entre la Capa de Dominio y la Capa de gestión de Datos del proyecto. 
Dicha clase se llama DBConnection.java. 
 
A continuación se muestra el código fuente de la clase DBConnection que inicializa 









 * Clase que realiza una conexión con una BD utilizando unos parámetros de configuración 
guardados en un fichero properties 
 */ 
public class DBConnection { 
  
 private static java.sql.Connection connection; 
  
 private static String driver; 
 private static String url; 
 private static String user; 
 private static String password; 
 
 //Método que inicializa la conexión 
 public static void inicializa() throws Exception{ 
   
  java.util.ResourceBundle rb =       
        java.util.ResourceBundle.getBundle("Config_DB"); 
 
  driver = rb.getString("DRIVER"); 
  url = rb.getString("URL"); 
  user = rb.getString("USER"); 
  password = rb.getString("PASSWORD"); 
   
  Class.forName(driver); 
  connection = DriverManager.getConnection(url, user, password); 
   
 } 
  












 public static String getDriver() { 
  return driver; 
 } 
 
 public static void setDriver(String driver) { 
  DBConnection.driver = driver; 
 } 
 
 public static String getUrl() { 
  return url; 
 } 
 
 public static void setUrl(String url) { 
  DBConnection.url = url; 
 } 
 
 public static String getUser() { 
  return user; 
 } 
 
 public static void setUser(String user) { 
  DBConnection.user = user; 
 } 
 
 public static String getPassword() { 
  return password; 
 } 
 
 public static void setPassword(String password) { 
  DBConnection.password = password; 
 } 
 
 public static java.sql.Connection getConnection() { 
  return connection; 
 } 
 
 public static void setConnection(java.sql.Connection connection) { 









Notar que la clase tiene una variable java.sql.Connection con la 
cual se inicializará una conexión con la Base de Datos, dicha 
variable se podrá obtener en otras clases mediante el método 
getter getConnection() que devolverá la conexión. 
 
Hay que fijarse también, en que los parámetros de conexión 
específicos de la BD concreta, se obtienen de un fichero de 
configuración llamado Config_DB. De esta manera, si dichos 
parámetros cambiasen, solo se tendría que modificar el fichero 
de configuración y no haría falta tocar nada de código fuente. 
 
Estos parámetros se guardan en variables de la clase, de manera que, se pueden 













A continuación se muestra el contenido del archivo de configuración Config_DB, que 




DRIVER = com.ibm.as400.access.AS400JDBCDriver 
URL = jdbc:as400://10.0.0.66/SCBUS 
USER = QEADMIN 
PASSWORD = QEADMIN@SC 
 
 
Con esto, se da por finalizada la explicación de los procesos de implementación de 
la Capa de Gestión de Datos. Se ha visto el proceso de creación de las tablas de la 
Base de Datos y, el proceso de creación de las clases que forman parte de esta 
capa. Cualquier modificación o ampliación que se haga en esta capa se gestiona de 












7.4 Visión completa del sistema 
 
Como resumen de todo lo que se ha visto en estos apartados y, a modo de 
recordatorio, se van a mostrar unos esquemas que mostrarán de forma clara una 
visión completa de cómo queda el diseño del sistema, con todas las clases 
implementadas en cada una de las capas en las que éste se divide. 
 
Primero se ilustrará una visión de cada una de las capas, por separado (Capa de 

































7.4.2 Visión de la Capa de Datos 
 
A continuación se muestra una vista de cómo quedan las clases implementadas que 
forman parte de la Capa de Gestión de Datos, así como de las tablas de la BD. 































En este apartado se van a describir brevemente las pruebas que se han realizado a 
lo largo del desarrollo del sistema. 
 
La parte de testeo es muy importante en el proceso del ciclo de vida de un sistema. 
Sirve para comprobar su correcto funcionamiento y para comprobar el grado de 
satisfacción, o consecución conseguido, respecto a los requisitos marcados en la 
especificación del proyecto. 
 
Esto es importante, ya que no solo hay que asegurarse de que el producto funciona 
correctamente, sino que las pruebas que se deben diseñar y realizar, tienen que 
servir para dictaminar si se ha conseguido satisfacer los requisitos, tanto 
funcionales, como no-funcionales, ya que esto marcará el éxito final del proyecto. 
 
En este caso, parte de las pruebas se han ido realizando durante la 
implementación, ya que de esta manera, es más fácil localizar y corregir los 
pequeños errores que puedan surgir. Aún así, los casos de testeo más importantes 
(los que prueban la funcionalidad del sistema) se han ido realizando al final de 
algunas de las fases más importantes de implementación. 
 
No es el propósito de este apartado, comentar las pequeñas pruebas realizadas 
para solventar los errores propios de la programación, sino describir las pruebas de 
testeo más importantes realizadas para comprobar las funcionalidades del sistema. 
 
A continuación se van a describir algunas de las fases de testeo más importantes: 
 
 
Tipo de conector de Test 
 
La primera fase de testeo realmente importante se realizó al finalizar la 
implementación de la Capa de Gestión de Datos, y el “core” de la lógica de negocio, 
que incluye la clase principal Daemon, las clases de entidad, y la clase que 
representa al Tipo de Conector de Base genérico, del cual heredarán todos los tipos 
de conectores que implementemos. 
 
Una vez implementado todo esto, la prueba consistía en desarrollar un Tipo de 
Conector de Test que heredaba del Tipo de Conector Base genérico. Este tipo de 
conector de testeo debía simular el procesamiento de peticiones de testeo. Por 
tanto, también se creó un Tipo de Petición de Test. 
 
Para poder realizar todo esto, primero se creó el esquema XML correspondiente con 
las peticiones de Test, que incluye toda la información asociada a este tipo de 
petición. Con este esquema, se podían crear peticiones de testeo, que se incluían 
como mensajes (campo Message) en los documentos de las Peticiones genéricas 












Análogamente también se creó un esquema XML para la respuesta a las peticiones 
de testeo, que incluye su información correspondiente. 
 
Una vez desarrollados dichos esquemas XML se obtuvieron sus clases Java 
asociadas, mediante la herramienta Castor (Ver 6.1 Tecnologías utilizadas). 
 
Con todo esto implementado, se pasó a desarrollar la clase lógica correspondiente 
al tipo de conector de Test (es.sctrade.scbus.connector.Test), que hereda del 
tipo de conector base. Esta clase es la encargada de procesar los tipos de petición 
de Test. 
 
Para ello, debe validar que los mensajes con las peticiones de testeo son válidos y, 
por tanto, se pueden procesar correctamente. No obstante, para este tipo de 
conector, la petición no debe ser enviada a ninguna entidad externa (al tratarse 
simplemente de mensajes de testeo propios). De esta manera, las peticiones se 
gestionan y procesan en la propia clase y, es ésta la que crea una respuesta 
asociada a la petición (que es la respuesta que se recibirá en el sistema). 
 
Implementado todo esto, ya solo faltaba introducir los datos en la Base de Datos. 
Éstos eran los referentes a la información asociada al Tipo de Petición de Test, al 
Tipo de Conector de Test y a la fila de Conector que asocia a éstos. 
 
Con esta primera fase de testeo importante, se pudieron validar algunas de la 
funcionalidades que debía cumplir el sistema, de acuerdo con los requisitos 
marcados en la fase de Especificación del proyecto. Algunas de estas 
funcionalidades que se validaron satisfactoriamente son: 
 
- El módulo obtiene de un directorio de entrada todos los documentos 
con las peticiones que se deben procesar. 
 
- El módulo guarda en un directorio de histórico de peticiones, todos 
los documentos con las peticiones que se deben procesar. 
 
- El módulo interpreta correctamente la información incluida en los 
ficheros de peticiones y procesa adecuadamente dicha información. 
Como respuesta a esto, sabe si se puede ejecutar la petición o no.  
 
- El módulo sabe qué tipo de conector utilizar para ejecutar/procesar la 
petición con la plataforma portuaria correspondiente según la 
información suministrada. 
 
- El módulo almacena información de todas las peticiones de servicios 














- El módulo genera mensajes de respuesta, en formato XML, para cada 
una de las peticiones realizadas por un usuario. 
 
- El módulo guarda los ficheros de respuestas a las peticiones 
procesadas, en un directorio de salida. 
 
- La conexión con la Base de Datos se realiza de forma correcta, así 
como toda su gestión. 
 
 
Tipo de conector PortICConnector 
 
La segunda fase de Testeo importante se realizó una vez implementada la clase 
lógica asociada al tipo de conector de la plataforma PortIC del puerto de Barcelona 
(es.sctrade.scbus.connector.PorticConnector). Esta clase, es una clase Java 
que se encarga de realizar toda la lógica de negocio referente al procesamiento o 
ejecución de peticiones mediante su envío a la autoridad portuaria correspondiente, 
en este caso PortIC. 
 
La plataforma PortIC dispone de una aplicación llamada PortICConnector que es 
una aplicación java que gestiona el envío y recepción de mensajes conectando con 
el servidor de PortIC a través de un WebService.  
 
Esta aplicación está diseñada para ser instalada y ejecutada desde una máquina 
servidora y se encarga de realizar el intercambio documental entre PortIC y todo 
aquel que envíe o reciba documentos con PortIC. Existen dos entornos disponibles 
de esta aplicación: El entorno de Test o pruebas y el entorno Real. 
 
Para la implementación de la clase lógica se ha utilizado el entorno de Test de la 
aplicación PortICConnector como método de integración con PortIC. En este 
entorno hay que tener en cuenta algunas particularidades, como por ejemplo: 
 
• Los mensajes enviados a terceras empresas no llegarán necesariamente a su 
destino. No se envía ningún documento por email a ningún cliente. 
 
• Las únicas respuestas que se pueden recibir son las que genera PortIC. Los 
otros partners (como la APB o las terminales) no emiten mensajes de 
respuesta en este entorno. 
 
• Este entorno se utiliza también como plataforma de pruebas para los 
cambios que PortIC hace en su software, por lo que es posible que en algún 
momento determinado el servicio no esté disponible. 
 
Con todo esto, se ha realizado la implementación de la clase lógica teniendo en 












Para la fase de pruebas de esta parte se han realizado una serie de pasos que son 
los siguientes: 
 
Se ha instalado el entorno de Test de la aplicación PortICConnector y se ha 
configurado adecuadamente. 
 
Posteriormente se han tenido que construir los mensajes de peticiones de prueba 
que se utilizan para ser enviados a la plataforma PortIC, para probar de esta 
manera la comunicación. Para la construcción de estas peticiones se han utilizado 
ejemplos de mensajes que han sido proporcionados por la propia plataforma. 
 
Por último, también era necesario introducir los datos en la Base de Datos. Éstos 
eran los referentes a la información asociada a las siguientes tablas: 
 
• REQUEST_TYPES: Los Tipos de Peticiones que se pueden procesar en PortIC, 
o sea, los servicios que ofrece esta plataforma. 
 
• CONNECTOR_TYPES: El Tipo de Conector correspondiente. En este caso 
POCON (PortICConnector). 
 
• CONNECTORS: Cada una de las filas que asocian cada Tipo de Petición que 
se puede procesar con el Tipo de Conector (POCON). 
 
Con la aplicación instalada y funcionando, los mensajes construidos y los datos 
añadidos en la BD ya estaba todo preparado para la fase de testeo. Era muy 
conveniente realizar esta prueba en ese momento, antes de probar todo el sistema, 
para detectar posibles errores en el envío y comprobar si el mensaje enviado se 
procesaba correctamente. 
 
Con esta segunda fase de testeo importante, se pudieron validar algunas de la 
funcionalidades que debía cumplir el sistema, de acuerdo con los requisitos 
marcados en la fase de Especificación del proyecto. 
 
Al finalizar esta fase de testeo y después de realizar las correcciones pertinentes, 
las funcionalidades que se validaron satisfactoriamente son: 
 
- El módulo permite realizar la comunicación con PortIC, para ejecutar 
todas las peticiones de servicio que ofrece esta plataforma. Esto 
incluye lo siguiente: 
 
- Se construyen correctamente mensajes en formato XML específicos de 
PortIC, según la información facilitada. La construcción de estos 
mensajes también incluye la formación correcta del nombre que deben 












- Los mensajes que se procesan en PortIC son validados antes de ser 
enviados. Incluso cuando son válidos sintácticamente y se envían, 
puede ser que éstos sean erróneos debido a validaciones de integridad 
que se realizan en la propia plataforma.  
 
- El módulo busca y recupera mensajes retornados por parte de PortIC, 
en respuesta a peticiones que han sido enviadas y procesadas con 
anterioridad. 
 
- El módulo genera ficheros de mensajes de respuesta en formato XML, 
que incluyen información sobre las respuestas retornadas por PortIC y 
que hacen referencia a peticiones procesadas.  
 
- El módulo guarda correctamente los ficheros de respuesta en el 
directorio de salida. 
 
- El módulo almacena información de todas las respuestas obtenidas en 
la tabla de histórico de respuestas de la Base de Datos.  
 
- El módulo consulta correctamente el fichero de configuración creado 




Fase final de testeo 
 
Después de las dos anteriores fases importantes de testeo, descritas 
anteriormente, la siguiente fase de testeo ya consistía en probar todo el conjunto 
del sistema desarrollado para acabar de probar el correcto funcionamiento del 
mismo. 
 
En esta última fase se realizó la implantación de todo el conjunto del sistema en un 
PC a modo de servidor. Cabe destacar que en esta fase todavía no se realizaron las 
pruebas contra el entorno real de la aplicación PortICConnector, ya que las 
peticiones que se procesaban (aun siendo peticiones reales) se configuraron para 
ser enviadas a la plataforma PortIC y no a terceras empresas. Por tanto, con tener 
el sistema funcionando contra el entorno de Test ya era suficiente, ya que en este 
entorno todos los mensajes que se procesan llegan a dicha plataforma del puerto 
de Barcelona. 
 
Respecto a lo anterior, comentar que lo que sí fue necesario, fue acordar con PortIC 
el hecho de que devolviesen mensajes de respuesta a las peticiones que se 
enviaban, a modo de notificación o acuse de recibo. Esto fue necesario porque, por 
defecto, en el entorno de Test solo se reciben mensajes de respuesta en el caso 
que las peticiones enviadas sean erróneas. Con esto, ya se pudo testear todo el 












Después de esta última fase de testeo y de las dos anteriores se verificó que el 
sistema desarrollado satisfacía todos los requisitos marcados al inicio del proyecto. 
Además se dejó el sistema en una versión completamente adaptada y preparada 




























8. FUTURAS AMPLIACIONES 
 
En este apartado se va a definir el trabajo que se ha realizado hasta la finalización 
del proyecto y, en consecuencia se definirán las futuras ampliaciones que se 
deberán realizar. 
 
¿Qué tenemos hasta ahora? 
 
Tal y como se ha podido ver en los anteriores apartados de Implementación y 
Testeo, a la finalización del proyecto el sistema que se ha obtenido se trata de un 
sistema correspondiente a un módulo de un ERP que sirve para gestionar los 
diferentes servicios referentes al comercio de mercancías por vía marítima a través 
del puerto de Barcelona. Algunos de estos servicios también gestionan el transporte 
de las mercancías por vía terrestre hasta/desde el propio puerto. 
 
La gestión de todos estos servicios se realiza mediante el envío y recepción de 
mensajes/documentos. Para ello, el sistema desarrollado realiza la integración con 
la plataforma tecnológica del puerto de Barcelona (PortIC) para realizar toda la 
gestión de los servicios que ofrece dicha plataforma, mediante la comunicación de 
mensajes. Ésta es la principal función del sistema desarrollado. 
 
La peculiaridad de todo ello, y lo que me gustaría destacar de manera importante, 
es que el sistema está desarrollado de manera que sea independiente de la 
plataforma portuaria con la cual debe integrarse y realizar la comunicación. Es 
decir, no está centrada, ni pensada, ni desarrollada exclusivamente para funcionar 
con el puerto de Barcelona, sino que está preparada para ampliar su uso a otras 
plataformas portuarias. 
 
Una de las principales claves para conseguir todo esto, es que se han diseñado 
unos formatos de mensajes de peticiones propios. A continuación se describe mejor 
esta idea para que se entienda perfectamente: 
 
Como se ha ido viendo a lo largo de la memoria, cada servicio que ofrece una 
entidad portuaria se solicita a través del envío de una petición de servicio, que 
consiste en un mensaje o documento que debe contener una serie de datos. Para 
cada servicio diferente, los datos que deben informarse serán diferentes. La 
peculiaridad es que, para un mismo servicio puede que el formato de los datos a 
informar también sea diferente según a qué entidad portuaria vayan dirigidos. 
 
Por ejemplo: para realizar una Petición de Booking, que es uno de los servicios más 
comunes que se ofrecen, el formato de los datos a enviar es diferente según si se 
quiere hacer en el puerto de Barcelona o en el de Valencia. 
 
Por tanto, una de las claves es diseñar unos formatos de mensajes generales e 











lógica de negocio del sistema ya se encargará de montar los mensajes específicos 
de cada plataforma según a la que vayan dirigidos. 
 
Por un lado está el aspecto antes comentado de la creación de los mensajes 
propios, pero por otro lado hay otros factores determinantes con los que se 
consigue la independencia y abstracción de las plataformas portuarias que se 
integran. Estos factores son los siguientes: 
 
• La información/documento que recibe el core del sistema (datos incluidos 
por el usuario), además de incluir el mensaje que debe ser procesado a la 
entidad portuaria correspondiente, también incluye un encabezado con 
información para la gestión del mensaje. Esta información incluye datos 
tales como el tipo de petición que se está tratando, la entidad portuaria a la 
cual debe enviarse la petición, una clave única que identifica la petición, etc. 
 
• La lógica de negocio del sistema (core) está implementada de tal manera 
que gestiona toda la información que se le pasa en el encabezado de la 
petición y actúa en consecuencia. Por ejemplo instanciando uno u otro tipo 
de conector según el dato de dónde y como debe ser enviada la petición 
(p.e. petición a enviar al puerto de Barcelona mediante PortICConnector, o 
petición a enviar al puerto de Valencia mediante WebService). 
 
• Como se ha comentado también anteriormente en esta memoria, la lógica 
de negocio del sistema cuenta con una clase abstracta que actúa de tipo de 
conector base. Todos los tipos de conectores que deseemos implementar 
heredarán de esta clase y tendrán los mismos métodos (la mayoría de ellos 
abstractos y cuya implementación variará según la lógica del tipo de 
conector). Por tanto, cuando se instancia un tipo de conector realmente se 
está instanciando antes a su superclase abstracta. Con esto se consigue 
total abstracción e independencia de la plataforma portuaria. 
 
• El diseño de las tablas de la Base de Datos del sistema, está hecho de tal 
manera que sea realmente fácil introducir nueva información. Se pueden 
añadir nuevos tipos de peticiones (servicios), nuevos tipos de conectores, 
nuevas plataformas portuarias, y se puede relacionar toda esta información 
de manera fácil en la tabla de Conectores, la cual relaciona un tipo de 
petición con la plataforma portuaria a la cual debe enviarse y con el tipo de 














Trabajo a realizar en un futuro 
 
Durante la fase de implementación del sistema del proyecto, la empresa en la cual 
de desarrollaba tomó una decisión que a la postre afectaría a dicho desarrollo del 
sistema: La empresa tomó la decisión de posponer en el tiempo la implementación 
de la integración con la plataforma portuaria de Valenciaport.  
 
Esta decisión no fue tomada como consecuencia de algún problema en el desarrollo 
del proyecto, como podría ser una desviación grande en alguna de sus fases, que 
imposibilitara que el proyecto se terminase a tiempo. Simplemente fue una decisión 
de gestión empresarial que incluía una demora temporal en la realización de la 
integración con la plataforma anteriormente comentada. 
 
Esta decisión hizo que dicha integración que se debía realizar en el marco del 
proyecto se saliese del período temporal de duración del proyecto, quedándose así 
fuera del Alcance del proyecto. 
 
Por tanto, una de las tareas a realizar en un futuro de este proyecto es la de 
implementar la integración con la plataforma portuaria de Valenciaport. 
 
Otro trabajo que debe realizarse en un futuro en este proyecto es el de la 
integración del sistema o módulo desarrollado en/con el sistema ERP para 
el cual fue desarrollado. Esta tarea también está fuera del Alcance de este 
proyecto, pero es un trabajo que deberá realizarse en un futuro. Ésta también fue 
una decisión tomada por la propia empresa. 
 
Una vez que se haya realizado la integración del módulo en/con el sistema ERP 
deberá realizarse una pequeña implantación del sistema (por ejemplo en una 
máquina servidora) y comenzar el período de Testeo sobre el entorno real de 
la aplicación PortICConnector de la plataforma portuaria del puerto de 
Barcelona. 
 
Para acabar con este apartado me gustaría comentar rápidamente un pequeño 
detalle y es que todas estas ampliaciones que deben realizarse en un futuro podrán 
ser realizadas por mí, ya que la empresa decidió contar con mis servicios al finalizar 
el período del convenio de cooperación educativa. Pero esto ya se comentará mejoe 





























En este apartado se comentan las principales conclusiones obtenidas a la 
finalización del Proyecto.  
 
Primero se valorará el apartado técnico del mismo, se medirá el grado de éxito 
obtenido en cuanto a la consecución de objetivos planteados, se valorará el 
producto desarrollado y el grado de satisfacción de la empresa entre otras cosas. 
 
Seguidamente se comentarán las principales conclusiones personales obtenidas a 
modo de valoración personal del Proyecto. 
 
9.1. Conclusiones técnicas 
 
Tal y como me enseñaron en la universidad, un Proyecto se podría resumir con 
tres conceptos: un Objetivo principal a cumplir, en un Tiempo determinado y con 
unos Recursos disponibles (materiales y humanos). 
  
Para que un Proyecto tenga éxito hay que satisfacer completamente al menos dos 
de estos tres conceptos, sacrificando el otro concepto que no se pueda cumplir. Es 
difícil que en un proyecto se puedan satisfacer los tres. A veces es necesario 
aumentar el número de recursos disponibles, o alargar el plazo de finalización, o 
sacrificar algunos objetivos. 
 
En este proyecto existe un concepto que resulta bastante invariable que es el de los 
recursos. En cuanto a recursos humanos, al tratarse de un PFC, éste se realiza 
individualmente, por tanto, el número de personas que trabajan en él no se puede 
aumentar. Y en cuanto a recursos materiales, éstos son los proporcionados por la 
empresa en la que se realiza el proyecto. 
 
Por tanto, el grado de éxito en este Proyecto se medirá sobre el grado de 
consecución y satisfacción de los objetivos u Objetivo principal marcados al inicio 
del mismo, y sobre el ajuste al tiempo planificado para el desarrollo del mismo. De 
esta manera, podremos afirmar que si el proyecto finaliza dentro del plazo temporal 
planificado y satisface el objetivo marcado, éste habrá finalizado con éxito. 
 
A continuación se van a evaluar estos dos aspectos. Primero se valorará el grado de 
satisfacción del Objetivo principal y seguidamente se evaluarán las desviaciones 
ocurridas en la planificación temporal. Finalmente con la evaluación de estos dos 

















A continuación vamos a recordar cuál era el Objetivo principal del proyecto 
marcado al inicio del mismo: 
 
Construir un módulo del sistema Bitácora ERP que realice la comunicación entre 
éste y las diferentes entidades tecnológicas portuarias escogidas, para el 
intercambio de información. Dicha información representaran datos encapsulados 
en mensajes, pertenecientes a servicios ofrecidos por las plataformas portuarias 
implementadas, de manera que los clientes/usuarios del sistema puedan hacer 
peticiones sobre estos servicios de igual manera que lo harían de forma 
independiente para cada entidad portuaria. 
 
A la finalización del proyecto, se puede afirmar que se ha conseguido satisfacer 
completamente el Objetivo principal. El grado de consecución se puede considerar 
bastante alto, resaltando el hecho de que la empresa tomó la decisión de realizar la 
integración con una sola plataforma portuaria que ha sido PortIC (puerto de 
Barcelona), dejando para un futuro la integración con otras entidades portuarias 
como Valencia, Bilbao, Algeciras…tal y como se ha comentado en el apartado de 
Futuras ampliaciones. 
 
El sistema/módulo desarrollado cumple perfectamente el objetivo propuesto y 
además está totalmente preparado para realizar futuras ampliaciones e 
integraciones. 
 
La consecución del Objetivo principal incluía la satisfacción de unos sub-objetivos 
que van totalmente ligados. A continuación se describen los que se han satisfecho: 
 
- El primero de los sub-objetivos a cumplir a nivel personal fue adquirir 
conocimientos sobre el entorno y el contexto del proyecto. Se estudió todo 
lo referente al mundillo del transporte marítimo y se realizó un estudio de 
análisis de las entidades tecnológicas asociadas a las principales autoridades 
portuarias nacionales, en concreto Barcelona, Comunidad Valenciana, Bilbao 
y Algeciras. En este estudio se identificaron los servicios ofrecidos por éstas, 
así como su tecnología (arquitectura, formatos de codificación de mensajes, 
vías de comunicación e integración, etc.) 
 
- Otro de los sub-objetivos del proyecto a cumplir a nivel personal consistió en 
la realización de un estudio de las tecnologías que se aplicarían en la 
realización del proyecto (Java, JDBC, XML, WebServices, etc.). Se realizó 
una pequeña formación sobre estas tecnologías. 
 
- El Objetivo general de desarrollo del módulo del ERP se desglosó en varios 
su-objetivos identificados con las fases de desarrollo (análisis, 
especificación, diseño, implementación, pruebas, etc.). Cada una de estas 













- Otro de los sub-objetivos a cumplir en este proyecto era la realización de la 
memoria de proyecto debidamente cumplimentada con el reglamento 
existente. Este punto también se ha logrado satisfacer completamente. 
 
A todo esto, no había que dejar de pensar en cuál era el propósito real del 
proyecto, o sea, el porqué de su realización. Con la consecución de todos estos 
objetivos se ha podido satisfacer el propósito real del proyecto que no es otro que 
los clientes que implementen el sistema Bitácora ERP, puedan realizar a través de 
éste toda la gestión de todos los servicios ofrecidos por las principales plataformas 




Planificación temporal final 
 
Por otro lado estaba el factor temporal. El proyecto se debía ajustar a una 
planificación realizada al comienzo del mismo. La duración del convenio con la 
empresa era de unos 6 meses aproximadamente (desde mediados del mes de 
Noviembre hasta el final de Abril), y en todo este tiempo se tenía que tener el 
módulo/sistema totalmente desarrollado. 
 
El hecho de que me haya incorporado en el equipo de trabajo de la empresa, 
después de la finalización del convenio, ha hecho que algunas tareas, sobre todo 
las finales, se hayan desplazado y sobrepasado del tiempo estipulado. Estas tareas 
son básicamente las referentes a pruebas finales e integración del módulo con el 
sistema ERP. 
 
Además este hecho también ha provocado que se hayan tomado decisiones 
referentes a futuras ampliaciones a realizar, que por tanto, se han salido del 
alcance de este proyecto, tal y como se ha comentado en el apartado de Futuras 
ampliaciones. 
 
Pero por lo general, a la finalización del proyecto, se puede afirmar que se ha 
logrado seguir bastante bien la planificación temporal realizada en su comienzo, 





Con lo visto anteriormente, podemos afirmar que, a la finalización del proyecto, el 
grado de consecución de objetivos es bastante alto y que se ha logrado ajustar 
bastante bien su desarrollo en el espacio temporal planificado. Por tanto, se puede 














9.2. Conclusiones de valoración personal 
 
Mediante la realización de este proyecto a modo de Proyecto Final de Carrera, he 
podido cubrir los créditos pendientes para la finalización de la carrera y así poder 
completar el ciclo académico de la Ingeniería Informática Superior, todo esto en 
caso de que el proyecto se valore positivamente. 
 
Como ya comenté al inicio de este documento, en el apartado de motivaciones 
personales, para mí era importante afrontar el reto de poder realizar un PFC dentro 
de la modalidad B en un entorno de trabajo real y que me permitiese trabajar en un 
proyecto real. 
 
Comentar que al comienzo del proyecto lo afrontaba sin mucha experiencia, ya que 
era el primer proyecto de gran envergadura que realizaba a nivel individual. 
Además ello suponía el hecho de tener que gestionar el proyecto en toda su 
totalidad, algo en lo que tampoco estaba acostumbrado. 
 
Todo esto suponía un reto para mí, en todos los sentidos, tanto a nivel de 
conocimientos, de gestión, de comunicación con los “stakeholders”, de adquisición 
de experiencia, etc.  
 
Ha resultado ser un proyecto bastante completo que me ha permitido consolidar 
conocimientos que había adquirido en mi etapa como estudiante de la FIB. También 
me ha servido para adquirir nuevos conocimientos sobre tecnologías que no había 
utilizado hasta el momento, y lo más importante para mí, me ha servido para 
adquirir experiencia profesional en un entorno empresarial real que me permitirá 
crecer a nivel profesional y personal. 
 
Precisamente este último punto me ha permitido introducirme en el mundo laboral 
especializado en informática, algo que no había podido hacer hasta el momento. He 
tenido la suerte de contar con un muy buen ambiente laboral que me ha hecho más 
fácil la adaptación.  
 
Además, la culminación de todo esto, ha sido que me he podido ganar un puesto de 
trabajo en la empresa después de la finalización del proyecto, algo que era muy 
importante para mí, ya que demuestra que el trabajo realizado ha sido satisfactorio 
para todas las partes y se ha valorado positivamente mi esfuerzo. 
 
El hecho de afrontar un PFC como un proyecto real en una empresa real llevaba 
consigo la presión añadida de querer quedar bien ante la empresa y de realizar un 
trabajo satisfactorio para todas las partes. Este punto era algo importantísimo para 
mí, y el hecho de que la empresa haya querido contar con mis servicios, una vez 
finalizado el proyecto, me llena de satisfacción. 
 
El sistema obtenido durante el desarrollo del proyecto será de gran utilidad para la 












clientes que necesiten comunicación con las autoridades portuarias para realizar 































- Página Web de la Plataforma tecnológica del puerto de Barcelona (PortIC): 
http://www.portic.net/





- Página Web de la Comunidad portuaria de valencia (valenciaportpcs.net): 
http://www.valenciaportpcs.net/web/ 
 
- Página Web de la empresa SC Trade Technologies: 
http://www.sctrade.es/ 
 
- Página principal de Wikipedia, la enciclopedia libre de Internet, donde se han 
consultado varios conceptos: 
http://es.wikipedia.org/ 
 
- Página principal del repositorio de PFC’s de la biblioteca de la UPC, donde se han 
consultado varios proyectos publicados a modo de referencia. 
http://upcommons.upc.edu/pfc/handle/2099.1/1441?locale=ca 
 
- Documentación de la asignatura de Planificación y Gestión de Proyectos y 
Sistemas Informáticos (PGPSI) de la FIB. 
 
- Documentación de la asignatura de Ingeniería de Requisitos (ER) de la FIB, en 
concreto, el método Volere: 
http://www.volere.co.uk/ 
 
- Documentación de la asignatura de Proyecto de Ingeniería del Software y Bases 
de Datos (PESBD), sobretodo el método del proceso unificado RUP (Rational 
Unified Process). 
 
- Documentación sobre la tecnología JDBC (Java DataBase Connectivity) de 
acceso a bases de datos con el lenguaje Java. 
 
- Documentación oficial de Java Enterprise Edition (JavaEETutorial): 
http://java.sun.com/javaee/5/docs/tutorial/doc/JavaEETutorial.pdf 
 























- Web con información sobre Apache Axis2: 
http://www.consultoriajava.com/tools/axis.shtml 
 
- Web oficial de la tecnología Castor XML: 
http://www.castor.org/ 
 
- Temario de la asignatura ES2 de la FIB sobre Patrones de Diseño. 
 
- Temario de las asignaturas de Bases de Datos (BD) y, Diseño y Administración 
de Bases de Datos (DABD, tema de Normalización). 
 


























Stakeholders: Son todas aquellas partes/usuarios/personas interesadas en el 
proyecto, que de una manera u otra juegan algún rol o se benefician directamente 
de él. 
 
Transitario: Un transitario es una persona física o jurídica (empresa) de servicios 
en el transporte internacional de mercancías. Es un intermediario entre el 
exportador (o importador) y las compañías de transporte internacional. 
 
Naviera: Se entiende por naviero o empresa naviera a aquella persona física o 
jurídica que, utilizando buques mercantes propios o ajenos, se dedica a la 
explotación de los mismos, aún cuando ello no constituya su actividad principal, 
bajo cualquier modalidad admitida por los usos internacionales. 
 
Consolidador: Un consolidador de carga es un operador, distinto del porteador, 
que transporta carga en forma agrupada, bajo su nombre y responsabilidad, 
destinada a uno o más consignatarios finales. Los consolidadores agrupan las 
cargas de varios transitarios en contenedores comunes según el destino de la 
carga. 
 
Autoridades o plataformas portuarias: Son aquellas autoridades que gestionan 
los diferentes puertos del estado. Por ejemplo, la autoridad portuaria 
Valenciaportpcs gestiona los puertos de Valencia, Sagunto y Gandía. 
 
ERP: Un sistema ERP es un sistema de gestión de información que integra y 
automatiza muchas de las prácticas de negocio asociadas con los aspectos 
operativos, productivos o de distribución de una empresa o compañía 
comprometida en la producción de bienes o servicios. 
 
DAP/ADT: Depósito Aduanero Público/Almacén Depósito Temporal. 
 
AEAT: Agencia Estatal de Administración Tributaria. 
 
PortIC: Plataforma tecnológica que gestiona el puerto de Barcelona. 
 
Valenciaportpcs: Plataforma tecnológica que gestiona el puerto de Valencia, 
Sagunto y Gandía. 
 
Inttra: Es una empresa proveedora mundial líder en soluciones de comercio 












GT Nexus: Es un proveedor mundial líder en soluciones de comercio electrónico 
para las empresas de la Cadena de Suministro y sus clientes. Usa sus capacidades 
para que sus clientes optimicen los flujos de sus mercancías y puedan gestionar la 
información durante todo el proceso. 
 
EDI: Estándar del intercambio electrónico de datos (Electronic Data Interchange). 
 
XML: Es un metalenguaje extensible de etiquetas, una simplificación y adaptación 
del SGML y permite definir la gramática de lenguajes específicos. Por lo tanto XML 
no es realmente un lenguaje en particular, sino una manera de definir lenguajes 
para diferentes necesidades. Se propone como un estándar para el intercambio de 
información estructurada, entre diferentes plataformas. 
 
FTP: Es un protocolo de red para la transferencia de archivos entre sistemas 
conectados a una red TCP (Transmission Control Protocol), basado en la 
arquitectura cliente-servidor. 
 
Web Service: Un Servicio Web es un conjunto de protocolos y estándares que 
sirven para intercambiar datos entre aplicaciones. 
 
JDBC: Es una API que permite la ejecución de operaciones sobre bases de datos 
desde el lenguaje de programación Java. 
 
UML: El Lenguaje Unificado de Modelado es el lenguaje de modelado de sistemas 
de software más conocido y utilizado en la actualidad. Es un lenguaje gráfico para 
visualizar, especificar, construir y documentar un Sistema. 
 
Daemon: Es un tipo especial de proceso informático que se ejecuta en segundo 
plano, en vez de ser controlado directamente por el usuario (es un proceso no 
interactivo). Este tipo de programas se ejecutan de forma continua (infinita). 
 
DAO: Data Acces Object. Son objetos java que representan clases del modelo. 
 
DTO: Data Transfer Object. Son utilizados para transportar los datos desde la BD 
hacia la capa de lógica de negocio y viceversa. 
 
SQL: Structured Query Language. Es un lenguaje declarativo de acceso a bases de 
datos relacionales que permite especificar diversos tipos de operaciones en éstas. 
 
Getters: Son operaciones utilizadas en lenguaje Java para acceder y recuperar los 
valores de los atributos o variables de una clase. 
 
Setters: Son operaciones utilizadas en lenguaje Java para modificar el valor de 













IDE: Integrated Development Environment. Es un software que se utiliza como un 
entorno de desarrollo de aplicaciones. 
 
SGBD: Sistema Gestor de Bases de Datos. Son un tipo de software muy específico, 
dedicado a servir de interfaz entre la base de datos, el usuario y las aplicaciones 
que la utilizan. 
 
Query: Es una operación o método de consulta de los datos de una BD. 
 
Commit: Es una sentencia en SQL que finaliza una transacción de base de datos 
dentro de un SGBD relacional y pone visibles todos los cambios a otros usuarios. 
 
Backup: Copia de seguridad en informática. 
 
String: Tipo de datos del lenguaje Java que representa una cadena de caracteres. 
 
Tipos de peticiones: Son todos los tipos diferentes de peticiones o servicios que 
ofrecen las autoridades portuarias. 
 
Tipos de conectores: Son todos los diferentes métodos o posibilidades que hay 
para el intercambio de datos con las autoridades portuarias. 
 
Conectores: Conectan tipos de peticiones con sus tipos de conectores 
correspondientes, para que estas puedan ser procesadas. 
 
Connector_Class: Clase del lenguaje java perteneciente a la Capa de Dominio que 
se asocia con un tipo de conector e implementa su gestión. 
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