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1.Introduzione
Le indagini sull’usabilità delle applicazioni web costituiscono da molti anni 
un campo di studio ampiamente consolidato. Se da un lato il concetto di 
usabilità non ha visto  negli ultimi anni particolari variazioni (lo standard 
ISO ad esso attribuito risale al 1998 ), appare invece decisamente mutevole 1
l’insieme degli  oggetti  di studio ad esso associati,  ovvero le applicazioni 
web e i dispositivi di ultima generazione. 
Negli ultimi anni abbiamo assistito a una radicale rivoluzione, caratterizzata 
dal congiungimento di due delle più importanti innovazioni tecnologiche del 
nostro  secolo:  telefonia  e  web.  Progressivi  miglioramenti  in  termini  di 
connettività e performance dei microprocessori hanno infatti consentito ai 
dispositivi mobili di imporsi in modo determinante nell’utilizzo quotidiano, 
affiancandosi ai classici sistemi desktop .2
Nel 2008, esattamente un anno dopo l’uscita del primo iPhone, gli esperti 
previdero un possibile allineamento fra numero totale di utenti di computer 
e di smartphones. Nel 2014 non solo questo allineamento si è verificato, ma 
addirittura il numero di utenti di dispositivi mobili ha superato quello dei 
classici utilizzatori di sistemi desktop. 
 Standard ISO (International Standard Organization): “The effectiveness, efficiency and 1
satisfaction with which specified users achieve specified goals in particular environments.”. Gli 
enviroments citati nella definizione ISO si identificano con qualunque strumento che necessiti di 
un’interazione con un essere umano per svolgere una determinata azione e raggiungere un 
obiettivo. Il concetto di usabilità coincide con quello di una metrica, un valore associato a un 
particolare strumento per stabilire il grado in cui questo soddisfi le tre variabili sopracitate.
 comScore report disponibile all’indirizzo: http://www.smartinsights.com/mobile-marketing/mobile-2
marketing-analytics/mobile-marketing-statistics/
 4
La logica conseguenza all’introduzione sul mercato di nuovi dispositivi è 
stata  la  nascita  di  nuovi  paradigmi  di  programmazione,  con  cui  gli 
sviluppatori  hanno  dovuto  confrontarsi.  Osservando  le  caratteristiche 
tecniche dei dispositivi mobili, come lo schermo ridotto, la portabilità e la 
possibilità di modificare a piacimento l’orientamento, appare infatti evidente 
che  ci  troviamo  di  fronte  a  un  media  profondamente  diverso,  in  cui  i 
contenuti  web non possono in  alcun modo essere  presentati  come su un 
classico sistema desktop. La consapevolezza di questo aspetto non è stata 
però  globale.  In  una  prima  istanza  infatti,  moltissime  applicazioni  web 
hanno dimostrato di non possedere caratteristiche sufficienti a garantirne un 
utilizzo corretto e soprattutto funzionale.
Nella stessa misura in cui i sistemi desktop hanno riscontrato (e continuano 
a riscontrare, nonostante notevoli miglioramenti) una serie di difetti legati 
all’usabilità,  anche i  dispositivi  mobili  non sono esenti  da questo tipo di 
problematica. Un primo report esaustivo sulla qualità delle applicazioni web 
veicolate da dispositivi mobili  ha descritto in effetti un quadro disastroso: 3
le  caratteristiche  ergonomiche  dei  dispositivi,  profondamente  diverse  da 
quelle  dei  più  classici  sistemi  desktop,  unite  ad  una  potenza  di  calcolo 
notevolmente ridotta hanno generato punteggi estremamente bassi  in una 
lunga  serie  di  test  di  usabilità  dedicati.  È  apparsa  quindi  evidente  la 
 Mobile usability, first findings, 2009. Report a cura del Norman-Nielsen group, disponibile 3
all’indirizzo: http://www.nngroup.com/articles/mobile-usability-first-findings/
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necessità di intervenire in modo deciso sulle regole e le “buone pratiche” di 
programmazione, con lo scopo di colmare l’enorme gap generato in termini 
di usabilità.
Dal 2009 ad oggi si evidenzia un netto miglioramento: motivati dall’enorme 
impatto che gli smartphone e dispositivi analoghi hanno avuto sul mercato 
globale,  gli  sviluppatori  si  sono  impegnati  nel  rendere  più  efficace 
l’esperienza di utilizzo dei dispositivi mobili . 4
 
Questi  miglioramenti,  dovuti  in  parte  dall’esperienza  maturata  in  fase  di 
sviluppo e all’introduzione di particolari tecniche di programmazione, non 
sono  tuttavia  sufficienti  ad  affermare  una  predominanza  dei  dispositivi 
mobili sui classici computer in termini di usabilità . In altre parole, è ancora 5
necessaria  un’opportuna  attività  di  analisi  per  fornire  agli  sviluppatori 
un’adeguato supporto, al fine di allineare le prestazioni delle due tipologie 
di dispositivo.
Esistono diverse tipologie di approccio alle indagini sull’usabilità, le quali, 
pur perseguendo un medesimo scopo, possono differire anche sensibilmente 
nell’approccio e nella metodologia. Alcune tipologie si concentrano infatti 
sull’aspetto  empirico,  testando  le  applicazioni  su  campioni  di  utenti  e 
misurando  alcune  variabili  quantificabili,  altre  si  concentrano  su  aspetti 
qualitativi,  basandosi  sull’osservazione  di  utenti  da  parte  di  esperti 
valutatori. Altri approcci si basano invece sull’applicazione di euristiche o 
linee guida predefinite . 6
 “Back in 2009, Jakob Nielsen deemed mobile usability an oxymoron: most sites had terrible 4
usability, as designers were exploring the design space and trying different alternatives. Now we 
can confidently say that mobile usability has improved and many sites have decent usability, even 
when used on a phone”. Raluca Budiu, The State of Mobile User Experience, 22/03/2015  
Report disponibile all’indirizzo: http://www.nngroup.com/articles/mobile-usability-update/
 “our test participants used sites that were designed specifically for mobile devices, their success 5
rate averaged 64 percent, which is substantially higher than the 53 percent recorded for using “full” 
sites—that is, the same sites that desktop users see“. J.Nielsen, Mobile usability, 2013, p.18
 Uno dei contributi più efficaci sul tema dell’usabilità mobile è rappresentato dalle linee guida 6
rilasciate da google, disponibili all’indirizzo: https://www.google.com/think/multiscreen/whitepaper-
sitedesign.html
Una serie di tutorial sono invece disponibili nella sezione Web fondamentale del portate Google 
developers: https://developers.google.com/web/fundamentals/
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Queste  tipologie  di  analisi,  per  quanto  rappresentino  approcci  efficaci  e 
consolidati,  presentano  però  un  certo  grado  di  intrusività,  che 
potenzialmente  può inficiare  i  dati  rilevati.  Il  tipico  test  di  laboratorio  è 
infatti condotto in uno scenario dichiaratamente artificiale, tendenzialmente 
lontano  dal  contesto  d’uso  reale  di  un’applicazione.  Questo  aspetto  può 
avere un impatto negativo sui risultati dei test, dal momento che un utente 
potrebbe assumere un comportamento diverso da quello che utilizzerebbe in 
una situazione reale.
Se si pensa ai dispositivi mobili, oggetti pensati per un utilizzo strettamente 
riservato e personale, problemi di questo tipo risultano ancora più evidenti. 
Si pensi ad esempio all’eventualità di testare un’applicazione che un utente 
utilizza mentre è in movimento, oppure alla valutazione di un sistema che 
richieda  all’utente  numerose  variazioni  dell’orientamento  del  dispositivo. 
Risulta  chiaro  che  approcci  classici  di  osservazione  o  misurazione 
quantitativa potrebbero non essere efficaci, o addirittura inapplicabili, se non 
tramite la “forzatura” del contesto d’uso. 
Negli  ultimi anni sono stati  sviluppati  approcci alternativi,  che si  basano 
sull’introduzione  di  tecniche  di  analisi  automatica  per  registrare  attività 
dell’utenza .  Tali  tecniche  sono  state  progressivamente  implementate 7
all’interno di software che si occupano di rilevare in modo automatico dati 
relativi all’interazione di un utente con un dispositivo. 
Questi sistemi sono nati quando ancora i dispositivi mobili erano ben lontani 
dalla  qualità  e  dalla  distribuzione  odierna,  e  il  loro  obiettivo  era 
esclusivamente quello di fornire un’alternativa alle classiche metodologie di 
ispezione. Le loro caratteristiche tornano però ad essere estremamente utili 
in una realtà in cui la categoria dei mobile devices è particolarmente estesa.
È importante notare che neppure queste tecniche di analisi remota possano 
considerarsi perfette: alcuni esperti affermano infatti che la mancanza di un 
feedback  diretto  da  parte  del  valutatore  e  l’impossibilità  di  seguire 
 The State of the Art in Automating Usability Evaluation of User Interfaces, MELODY Y. IVORY 7
AND MARTI A. HEARST, ACM Computing Surveys, Vol. 33, No. 4, December 2001.
 
Tools for remote usability evaluation of Web applications through browser logs and task models, 
Fabio Paternò, Laila Paganelli, vior Research Methods, Instruments, & Computers 2003, 35 (3), 
369-378 
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verbalmente  il  ragionamento  dell’utente  siano  aspetti  eccessivamente 
limitanti ai fini di una valutazione. Più in generale, uno scarso controllo del 
contesto sperimentale tende a preoccupare parte degli esperti .8
D’altro canto le valutazioni remote godono di importanti vantaggi, quali la 
maggiore facilità nel reclutare e utilizzare campioni di utenti, la maggiore 
riservatezza e i minori costi di gestione. L’analisi di tipo remoto consente 
inoltre  di  facilitare  l’operazione  di  inserimento  delle  informazioni  in 
strutture dati  (database),  rendendo più flessibili  le  operazioni  di  lettura e 
manipolazione. 
Pur non avendo alle spalle il solido background delle classiche metodologie 
di  ispezione,  l’analisi  remota  è  stata  negli  ultimi  anni  oggetto  di  molti 
contributi, che progressivamente hanno dimostrato una certa affidabilità in 
termini di risultati.  
I primi strumenti automatici furono chiaramente pensati per assistere attività 
svolte su sistemi desktop. La recente introduzione di dispositivi basati su 
touch  gestures e sensori ha pertanto reso necessario un adattamento nelle 
tecniche  di  registrazione  degli  input.  In  questo  senso,  l’estensione  di 
linguaggi e l’introduzione di specifiche librerie hanno facilitato il compito 
agli sviluppatori: ad oggi è relativamente semplice implementare un sistema 
di riconoscimento dell’interazione su un dispositivo mobile. 
L’obiettivo di questa tesi è stato quello di progettare e sviluppare MUSE 
(Mobile Usability-smells Evaluator), un software di valutazione remota di 
usabilità  flessibile  e  multifunzionale.  MUSE è nato a  seguito dell’analisi 
approfondita dei principali software che costituiscono lo stato dell’arte nei 
sistemi  di  valutazione  di  usabilità,  e  si  propone  di  apportare  importanti 
miglioramenti e inedite metodologie di valutazione. I software attualmente 
disponibili  soffrono  infatti  spesso  di  alcune  carenze:  alcuni  presentano 
difetti  nella  fase  di  registrazione  degli  eventi,  altri  hanno  una  limitata 
capacità nel visualizzare e rendere informativi i dati registrati. I più recenti 
esempi  di  applicazione  hanno  superato  alcuni  di  questi  limiti,  facilitati 
 H. Rex Hartson, Terence S. Andre and Robert C. Williges, criteria for evaluating usability 8
evaluation methods (2000): “The main difficulty with these methods, however, is that the lack of 
controls on tasks users perform can mean an inability to compare results among such UEMs.”
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dall’introduzione  di  librerie  e  plugin  che  si  occupano  di  semplificare  le 
operazioni di registrazione e visualizzazione dei dati.
Un aspetto  che accomuna molte  delle  metodologie  adottate  è  la  staticità 
dell’analisi:  le  applicazioni  vengono  infatti  spesso  valutate  sulla  base 
dell’analisi della loro struttura e delle proprie caratteristiche. Questo aspetto 
è potenzialmente limitante. Una struttura non conforme a delle linee guida 
prestabilite non rappresenta infatti necessariamente un problema di usabilità. 
Più verosimilmente, un problema di questo tipo può essere identificato in 
uno specifico comportamento dell’utente .  È quindi  analizzando in modo 9
sistematico il feedback dell’utente che si ha un vero indicatore di ciò che sta 
accadendo in un contesto d’uso. L’approccio proposto in MUSE va proprio 
in  questa  direzione:  anziché  limitarsi  ad  un’analisi  strutturale  di 
un’applicazione,  si  registrano  i  dati  relativi  all’interazione  tra  utente  e 
dispositivo per ricostruire gli effettivi pattern di navigazione. 
Il  modo  più  semplice  per  avere  informazioni  sull’attività  dell’utente  è 
registrare  le  sue azioni  al  momento dell’interazione con un’applicazione. 
Queste azioni sono rappresentabili come sequenze di eventi, e sono costituiti 
da attività di tocco (click, doubleclick, ecc) e di movimento (mousemove, 
scroll ecc). 
Dopo l’introduzione dei dispositivi mobili, il set degli eventi desktop più 
comuni è stato esteso con le già citate touch gestures,  una categoria che 
accomuna le principali attività di input che l’utente intraprende utilizzando 
il tocco sullo schermo.
 “As usability smell, we refer to exceptional user behavior that may indicate a usability issues. For 9
example, if users typically require many actions to perform a login on a website (usability smell) 
this may indicate a usability issue with respect to inefficiency of the login process”, Usage-Based 
Automatic Detection of Usability Smells, Patrick Harms Jens Grabowski, LNCS 8742, pp. 217–234, 
2014. 
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A  questa  categoria  si  aggiungono  inoltre  ulteriori  eventi  generati 
dall’attivazione dei sensori di ultima generazione, quali accelerometro, GPS, 
sensore  di  prossimità  (come  vedremo  in  seguito,  anche  questi  sensori 
giocano  un  ruolo  determinate  nelle  operazioni  di  analisi  delle  attività 
dell’utente).  
La possibilità di registrare queste tipologie di eventi permette di stabilire 
l’esatto comportamento dell’utente in uno specifico contesto, e rilevare se 
effettivamente si  sono verificati  dei  problemi in un punto specifico delle 
applicazioni  prese  in  esame.  Conseguentemente  ad  un’attività  di 
identificazione  di  questi  problemi  è  possibile  intervenire  sulle  parti 
dell’applicazione che li hanno generati. 
Punto centrale dello sviluppo di MUSE è appunto la definizione di questi 
problemi.  Recenti  contributi  si  sono  concentrati  sulla  definizione  di 10
identificatori di problemi di usabilità detti Bad Usability Smells . 11
La definizione dei Bad Smells è un’attività di astrazione, durante la quale ad 
una  serie  di  difetti  di  progettazione  pre  catalogati  si  associano  possibili 
problemi legati all’utilizzo. Fondamentale è una fase preliminare di analisi 
delle più recenti linee guida in fatto di progettazione di interfacce mobili, al 
fine di stabilire con precisione quali  caratteristiche possano rappresentare 
una reale “minaccia” per l’utente. Una volta stabiliti i punti critici relativi 
all’interfaccia, è possibile procedere all’analisi delle modalità con cui queste 
criticità influenzino il comportamento dell’utente.
 Usage-Based Automatic Detection of Usability Smells, Patrick Harms Jens Grabowski, LNCS 10
8742, pp. 217–234, 2014 
Automatic Detection of Bad Usability Smells in Web Applications, Julián Grigera, Alejandra 
Garrido, José Matías Rivero, Web Engineering Volume 8541 of the series Lecture Notes in 
Computer Science pp 490-493
 Julián Grigera, Alejandra Garrido, José Matías Rivero, A Tool for Detecting Bad Usability Smells 11
in an Automatic Way (2014), LIFIA, Facultad de Informática, UNLP, La Plata, Argentina 
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Di fondamentale importanza sono le modalità con cui MUSE presenta i dati 
rilevati. Uno dei modi più efficaci per rappresentare l’interazione dell’utente 
con un’interfaccia mobile è ragionare in termini di sequenze di eventi. La 
traduzione visuale più efficace di una sequenza è una timeline, che rende 
possibile   la  disposizione  dei  dati  su  un’asse  temporale.  Questo  tipo  di 
approccio  è  stato  adottato  in  passato  da  altri  software,  ed  ha  ottenuto 
commenti positivi dalla maggior parte dei valutatori .12
Oltre  alla  visualizzazione   timeline,  MUSE  integra  sezioni  di  overview 
finalizzate al miglioramento della lettura dei risultati. Utilizzando analoghi 
tool di valutazione sono infatti emerse notevoli carenze dal punto di vista 
della rappresentazione dei risultati. 
Nella prosecuzione di questo lavoro, a seguito di un breve resoconto sullo 
stato  dell’arte  e  l’introduzione  di  alcuni  concetti  fondamentali,  verranno 
presentate  nel  dettaglio  le  caratteristiche  del  tool  MUSE.  Per  testare  il 
sistema sono stati eseguiti diversi test su campioni di utenti e valutatori, per 
verificare  rispettivamente  il  corretto  funzionamento  dell’infrastruttura  sia 
lato  client  che  server.  La  sezione  conclusiva  sarà  invece  dedicata  a 
prospettive future e possibili miglioramenti.
 Web Usability Probe: A Tool for Supporting Remote Usability Evaluation of Web Sites, Tonio 12
Carta, Fabio Paternò, and Vagner Figuerêdo de Santana, Human-Computer Interaction -- 
INTERACT 2011 
 
 11
2.Usabilità e dispositivi mobili
Prima  di  addentrarsi  nelle  specifiche  del  software  MUSE  è  necessario 
fornire una panoramica sullo stato attuale degli studi di usabilità, ponendo 
particolare attenzione al paradigma mobile. 
Come detto  precedentemente,  a  questo  lavoro  fa  da  sfondo il  fenomeno 
della proliferazione dei dispositivi mobili sul mercato mondiale. Nel 2015 i 
dati  sulla  diffusione  di  questa  nuova  tecnologia,  e  soprattutto  i  dati  sul 
traffico web da essa veicolato, sono impressionanti. Non stupisce quindi il 
fatto che le divisioni di ricerca che negli ultimi vent’anni si sono occupate di 
studiare  l’usabilità  dei  sistemi  desktop  abbiano  rivolto  sempre  maggiore 
attenzione al nascente universo degli smartphones. 
Porre  attenzione  all’usabilità  dei  dispositivi  mobili  rappresenta  un  modo 
efficace  per  supportare  lo  sviluppo di  applicazioni  sempre  più  efficaci  e 
funzionali.
2.1 Dispositivi mobili e web
Punto centrale di questo lavoro sono le modalità con cui i dispositivi mobili 
presentano e gestiscono i contenuti del web. Per avere un’idea generale di 
come queste modalità sono cambiate nel corso del tempo è fondamentale 
analizzare una serie di ricerche condotte negli ultimi anni.  
Utilizzando  modalità  di  ispezione  piuttosto  eterogenee,  esperti  valutatori 
hanno fondamentalmente applicato i classici approcci, utilizzati fin dai primi 
anni novanta per valutare l’usabilità dei sistemi desktop, ai supporti mobili 
di ultima generazione. 
In una prima istanza è apparso evidente come le ridotte dimensioni degli 
schermi e la minore capacità di calcolo dei processori influissero (perlopiù 
negativamente) sull’esperienza degli utenti. Riassumendo, la prima fase di 
test ha evidenziato un quadro disastroso: effettuare operazioni attraverso un 
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browser mobile presentava un success rate molto più basso rispetto a quelle 
condotte su classici sitemi desktop . 13
I  principali  problemi  dei  dispositivi,  piuttosto  evidenti,  sono  facilmente 
riassumibili in quattro punti:
1. Dimensioni ridotte degli schermi: trasporre le funzionalità di browsing 
web da grandi schermi a display di pochi pollici ha rappresentato un 
primo grande ostacolo all’usabilità dei dispositivi mobili. Il concetto di 
ottimizzazione per mobile era un argomento ancora oscuro alla maggior 
parte degli sviluppatori, mentre gli utenti hanno dovuto confrontarsi con 
una serie di modalità di utilizzo poco collaudate. 
2. Modalità di input difficoltose: molti rilevamenti hanno evidenziato un 
alto  grado  di  frustrazione  negli  utenti  chiamati  a  interagire  con  le 
applicazioni. Appare comunque abbastanza comprensibile come utenti 
abituati  a  interagire  con  le  pagine  attraverso  un  mouse  rimanessero 
spiazzati (almeno in una prima fase) da schermi basati su tocco. 
3. Lentezza: la connettività dei dispositivi fu in una prima fase troppo lenta 
per gestire un traffico dati come quello del web. Questo aspetto, unito 
alle ridotte performance dei processori, è stato evidenziato nelle prime 
fasi  di  test  come  uno  degli  elementi  più  critici  nell’esperienza  di 
navigazione. 
4. Design inefficace: come detto in precedenza, non esistevano, o erano 
comunque  molto  scarse,  le  applicazioni  web  ottimizzate  per  la 
visualizzazione su piccoli schermi. 
 “When our test participants used sites that were designed specifically for mobile devices, their 13
success rate averaged 64%, which is substantially higher than the 53% recorded for using "full" 
sites — that is, the same sites that desktop users see”, J.Nielsen, Mobile usability, first findings: 
http://www.nngroup.com/articles/mobile-usability-first-findings/
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Questa  prima  fase  di  studi  ha  quindi  evidenziato  su  quali  punti  fosse 
necessario  intervenire  per  migliorare  i  pessimi  dati  relativi  agli  indici  di 
usabilità.
Grazie  a  questi  miglioramenti  abbiamo potuto  assistere  a  un  sostanziale 
miglioramento  nelle  caratteristiche  dei  dispositivi,  e  un  generale 
innalzamento dell’indice di gradimento medio degli utenti esaminati.
L’attività  più  frequente  in  fase  di  sviluppo  è  stata  quella  di  prendere 
coscienza della limitatezza degli schermi, ponendo le basi di uno sviluppo 
web orientato al mobile. Più specificamente, oggi sembra essere assodato il 
fatto che un’applicazione web per mobile non è in grado di offrire all’utente 
l’identica  esperienza  della  navigazione  tradizionale.  I  siti  web  classici, 
comunemente chiamati full sites, associano infatti al contenuto principale di 
una pagina numerose sezioni aggiuntive, come sidebar e menu secondari, 
disposti  solitamente rispettivamente ai  lati  destro e  sinistro  della  sezione 
principale.  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Oltre a questo aspetto è presente anche l’abitudine di disporre i blocchi di 
contenuti in orizzontale, affiancandoli:
Appare subito evidente come queste scelte di design, funzionali al corretto 
sfruttamento dello spazio disponibile su schermi di  grandi dimensioni,  si 
rivelino inefficaci o anche dannose se presentate su un display di piccole 
dimensioni.
Non va  infatti  dimenticato  che  i  dispositivi  mobili  sono il  frutto  di  una 
fusione  tra  telefonia  e  web,  pertanto  l’orientamento  dello  schermo  è 
esattamente l’opposto rispetto a quello di uno schermo tradizionale.
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L’introduzione  degli  smartphone  ha  portato  alla  nascita  di  due  diverse 
tipologie  connesse  alla  device  orientaton,  ovvero  le  visualizzazioni 
landscape e portrait:
Questa innovazione ha in un certo senso facilitato la fruizione di alcuni tipi 
di  pagine  web,  ma  stando  ai  risultati  di  numerosi  test  non  è  risultata 
sufficiente a migliorare l’esperienza degli utenti nella navigazione.
Un ulteriore aspetto da tenere in considerazione è il  frequente utilizzo di 
elementi  interattivi  all’interno  delle  pagine.  Tenendo conto  delle  limitate 
capacità di calcolo dei dispositivi (soprattutto quelli della prima fase), molti 
di questi richiedevano uno sforzo eccessivo in fase di rendering, generando 
difficoltà di utilizzo e malfunzionamenti.  
Un  esempio  piuttosto  chiaro  è  rappresentato  dallo  status  hover  degli 
elementi web: il puntatore del mouse è un dispositivo input che permette la 
sua  corretta  visualizzazione,  mentre  il  paradigma touch non ne  permette 
l’utilizzo.  In  mancanza  di  una  corretta  gestione,  questa  funzionalità  si  è 
spesso rivelata problematica per gli utenti.  
 
A seguito di questa prima fase di criticità, gli sviluppatori hanno applicato 
numerosi  aggiustamenti,  che  uniti  al  progresso  tecnologico  in  fatto  di 
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connettività e performance dei processori, garantiscono oggi un esperienza 
web sui dispositivi mobili più che soddisfacente.
Più specificamente:
• Aumento progressivo delle dimensioni degli schermi: negli ultimi anni 
sono  state  condotte  alcune  ricerche  che  avevano  come  oggetto  il 14
monitoraggio  dell’incremento  delle  dimensioni  degli  schermi  di 
dispositivi mobili nel corso degli anni. Da questi studi è emerso che nel 
corso di circa sette anni le dimensioni medie degli smartphones sono 
sensibilmente aumentate, passando dai 3” del 2007 (anno di uscita del 
primo  iPhone)  a  circa  5”  nel  2014.  Un  dato  interessante  indica  che 
dispositivi con schermi superiori a 4,5 pollici rappresentino attualmente 
circa  l’80%  dei  modelli  in  circolazione.  Il  generale  aumento  delle 
dimensioni  dei  display  è  probabilmente  dovuto  alla  volontà  delle 
maggiori  casa  produttrici  di  intercettare  una  particolare  tipologia  di 
utente,  in  particolare  quello  interessato  a  strumenti  sempre  più 
performanti e più vicini alle potenzialità dei calcolatori più potenti.  
Il termine Phablet, che identifica una nuova categoria di supporti mobili 
di notevoli dimensioni è infatti nato a seguito di questo cambio di trend, 
ed è associato a dispositivi che si frappongono, a livello di dimensioni e 
caratteristiche tecniche, fra smartphones e tablet .15
 Report pubblicato su medium.com: https://medium.com/@somospostpc/a-comprehensive-look-14
at-smartphone-screen-size-statistics-and-trends-e61d77001ebe
 In these regards we are observing, Samsung seems to lead the pack. The original Galaxy Note, 15
with 5.3" was deemed too big, or at best: a niche phone. Even started a new category named the 
phablet. Da medium.com: https://medium.com/@somospostpc/a-comprehensive-look-at-
smartphone-screen-size-statistics-and-trends-e61d77001ebe
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• Miglioramenti della connettività: quando si parla di connettività mobile 
si  fa  riferimento  ad  una  serie  di  standard  utilizzati  per  suddividere 
diverse tecnologie all’interno di macro categorie. Queste si suddividono 
essenzialmente in quattro famiglie:
• Mobile 1G: AMPS, NMT, TACS
• Mobile 2G: D-AMPS, GSM/GPRS, cdmaOne
• Mobile  3G:  CDMA2000/EV-DO,  WCDMA/HSPA+, 
TD-SCDMA
• Mobile 4G: LTE, LTE Advanced
I  miglioramenti  apportati  dall’evoluzione  di  questi  standard  sono 
notevoli. Partendo dalla seconda generazione 2G, la prima che garantiva 
un trasferimento dati totalmente digitale, capace di trasportare circa 0.5 
Mbps,  osserviamo  oggi  come  le  più  avanzate  tecnologie  LTE e  LTE 
advanced consentano ai dispositivi di trasferire dati a più di 300 Mbps. 
Appare  chiaro  come  miglioramenti  in  fatto  di  connettività  siano 
assolutamente  necessari  per  risolvere  problemi  di  usabilità  legati  alla 
performance dei dispositivi.  Un aspetto molto importante dell’usabilità 
mobile è infatti legato ai tempi di risposta delle applicazioni . 16
Un  buon  riferimento  su  questo  tema  sono  le  soglie  di  attenzione 
(tresholds) che più di trent’anni fa sono state verificate sperimentalmente 
da Miller . Queste sono state riprese in epoca più recente ed utilizzate in 17
una serie di esperimenti dal team di Jakob Nielsen, nel 1993:
• 0.1 second is about the limit for having the user feel that the system is 
reacting  instantaneously,  meaning  that  no  special  feedback  is 
necessary except to display the result.
 Contributo di J.Nielsen sui tempi di risposta: http://www.nngroup.com/articles/response-times-3-16
important-limits/
 Response time in man-computer conversational transactions, Robert B. Miller, International 17
business machines corporation, 1968
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• 1.0 second is about the limit for the user's flow of thought to stay 
uninterrupted, even though the user will notice the delay. Normally, 
no special feedback is necessary during delays of more than 0.1 but 
less than 1.0 second, but the user does lose the feeling of operating 
directly on the data.
• 10 seconds is about the limit for keeping the user's attention focused 
on the dialogue. For longer delays, users will want to perform other 
tasks  while  waiting  for  the  computer  to  finish,  so  they  should  be 
given feedback indicating when the  computer  expects  to  be  done. 
Feedback during the delay is especially important if the response time 
is likely to be highly variable, since users will then not know what to 
expect.
Applicate allo studio di usabilità su dispositivi mobili, queste categorie 
confermano  l’intuibile  criticità  per  cui  un  sito  web  che  presenta  un 
caricamento  eccessivamente  lungo,  rappresenti  un  enorme ostacolo  in 
termini di semplicità d’uso ed efficacia.
Tutti i dispositivi mobili della prima fascia, quindi con una connettività 
appartenente  alla  famiglia  2G,  non  possedevano  quindi  caratteristiche 
sufficienti a garantire un’esperienza di navigazione soddisfacente.
• Design: strettamente connesso al tema della connettività, il design delle 
applicazioni web ha subito delle importanti modifiche negli ultimi anni. 
Due aspetti hanno caratterizzato le modifiche: la necessità di ridurre il 
contenuto delle pagine (per ovvi problemi legati alla connettività), e la 
difficoltà con cui un full site è fruibile attraverso un display di ridotte 
dimensioni.  Un  primo  approccio  con  cui  gli  sviluppatori  hanno 
affrontato il problema è stata la realizzazione di versioni semplificate dei 
full sites, i cosiddetti mobile sites. Lo sviluppo di un sito mobile avviene 
in parallelo alla realizzazione della versione desktop,  e consiste nella 
riduzione del contenuto informativo unito all’eliminazione di elementi 
comprimari delle singole pagine. Per rendere operativo un sito mobile è 
necessario istruire il browser, realizzando un meccanismo che permetta 
di rilevare le caratteristiche del dispositivo in uso e reindirizzare l’utente 
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sulla  risorsa  ottimizzata.  L’implementazione di  tale  è  accorgimento  è 
abbastanza semplice. Ecco un esempio di redirecting tramite javascript:
<script type="text/javascript"> 
   
  if (screen.width <= 800) { 
    window.location = "http://m.domain.com"; 
  } 
   
</script> 
In questo esempio viene sfruttato il controllo javascript sulle dimensioni 
dello schermo attualmente in uso. Se queste sono inferiori  a 800px si 
viene  automaticamente  reindirizzati  ad  un  altra  risorsa  (quella  della 
versione mobile del sito).
Un’altra  innovazione  importante  è  rappresentata  dall’introduzione  del 
meta tag viewport:
<meta name="viewport" content="width=device-width">
La viewport rappresenta la porzione visibile dello schermo in cui verrà 
visualizzata  la  schermata  del  sito.  Con l’introduzione  di  questo  tag  è 
possibile gestire dinamicamente le dimensioni della pagina quando viene 
visualizzata  su  diversi  dispositivi.  all’interno  dell’attributo  content è 
infatti  possibile  associare  alle  dimensioni  della  viewport  quelle  dello 
schermo in uso. 
È stato verificato che uno degli aspetti più negativi legati all’utilizzo di 
un’applicazione su dispositivi mobili è rappresentato dalla possibilità di 
effettuare zoom sulla  pagina .  Il  tag viewport  consente di  disabilitare 18
 “Alcuni sviluppatori web impostano un numero fisso di pixel per le dimensioni della 18
visualizzazione in modo da regolare una pagina che non risponde e adattarla alle dimensioni degli 
schermi dei dispositivi mobili più comuni”. Linee guida di Google developers, disponibili 
all’indirizzo: https://support.google.com/webmasters/answer/6101188
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questa  operazione  per  evitare  possibili  problemi,  grazie  all’opzione 
user-scalable settanta a false:
<meta name="viewport" content="width=device-width, user-
scalable=no>
Questa operazione, unita a un adeguato design della pagina, permette 
all’utente di condurre una navigazione esclusivamente verticale, evitando 
una serie di movimenti che potrebbero risultare eccessivi. 
Questo accorgimento è motivato dalle difficoltà in cui ci si imbatte 
durante la navigazione di un full site da dispositivo mobile: l’utente è 
costretto ad eseguire numerose attività di panning e zooming, solitamente 
associate ad una pessima esperienza di navigazione, e conseguentemente 
ad una scarsa usabilità. 
L’introduzione del meta tag viewport si rivela estremamente utile 
nell’ottica del responsive web design, che rappresenta una delle più 
recenti innovazioni in fatto di mobile web.  
• Esperienza degli utenti: entra a far parte dei miglioramenti del mobile 
web anche l’esperienza che gli utenti hanno maturato nel corso di circa 
dieci anni. Anche senza il supporto di dati statistici, è facile intuire come 
nel corso degli anni gli utilizzatori di applicazioni mobile abbiano preso 
coscienza dei paradigmi della modalità di tocco sullo schermo. In una 
prima fase di studio le caratteristiche dell’utilizzo del tocco come input 
apparvero qualitativamente inferiori rispetto all’utilizzo del mouse: 
 21
Oggi, pur consapevoli della veridicità dei dati riportati in questa tabella, 
non  siamo  più  così  certi  che  i  limiti  rilevati  rappresentino  un  reale 
problema per l’utenza. 
È  presumibile  che  il  fattore  esperienza  abbia  giocato  un  ruolo 
determinante nell’accettazione delle nuove modalità di utilizzo. In effetti, 
nei  test  condotti  negli  ultimi  anni,  si  trovano pochissime osservazioni 
critiche nei confronti delle modalità di tocco.
2.2 Il responsive web design (RWD)
Necessita  un  discorso  a  parte  il  responsive  web  design  (comunemente 
semplificato in RWD). Esso è infatti considerato una delle più importanti 
innovazioni del mobile web, e ad oggi gode di ampi consensi nel mondo 
degli sviluppatori. 
L’RWD è un approccio di sviluppo che pone come obiettivo la realizzazione 
di una singola risorsa web capace di cambiare il suo aspetto a seconda delle 
caratteristiche  del  dispositivo  su  cui  è  visualizzata.  Permette  quindi  di 
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evitare la realizzazione di versioni parallele di siti web, riducendo di fatto 
tempi e costi di realizzazione.
Nella  pratica,  questo  tipo di  approccio si  compone di  due caratteristiche 
principali: la definizione di media queries e breakpoints. In dettaglio:
• Media  queries:  proposte  nel  1994,  le  media  queries  rappresentano 
un’estensione  delle  funzionalità  CSS,  aventi  come  scopo  la 
modificazione dinamica delle istruzioni di stile in accordo con specifiche 
informazioni relative al dispositivo in uso. Sono diventate standard W3C 
soltanto  con l’introduzione del  CSS3,  nel  2012.  Ecco un esempio di 
implementazione:
@media (min-device-width : 320px) and (max-
device-width : 480px) { 
/* ISTRUZIONI CSS */ 
} 
  
@media (min-device-width : 768px) and (max-
device-width : 1024px) { 
/* ISTRUZIONI CSS */ 
} 
Utilizzando l’istruzione CSS3 @media  è possibile limitare una serie di 19
istruzioni  CSS  a  specifiche  caratteristiche  del  display  in  uso.  Nel 
precedente esempio è possibile notare la definizione di due limiti, min-
device-width  e  max-device-width, rispettivamente  le 
dimensioni  minima  e  massima  entro  la  quale  le  istruzioni  di  stile 
andranno ad operare.
Le  media  queries  possono  essere  impiegate  in  modi  diversi:  inline, 
attraverso l’utilizzo dell’istruzione @media direttamente all’interno del 
 Definizione di Media queries da w3c.org: http://www.w3.org/TR/css3-mediaqueries/19
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foglio di stile,  oppure attraverso l’inserimento di un tag <link> che 
punti ad uno specifico file CSS, diverso da quello attualmente in uso: 
<link rel="stylesheet" media="(max-width: 
800px)" href="example.css" /> 
• Breakpoints: nato a seguito della proliferazione dei dispositivi mobili, il 
concetto  di  breakpoint  è  associato  alla  definizione  di  specifici  punti, 
disposti su una linea che parte da zero, rappresentanti i limiti oltre i quali 
si  verificano delle modificazioni nello stile della pagina. Questi  limiti 
sono definiti sulla base delle dimensioni dei dispositivi attualmente in 
uso:
Come si può notare dalla figura, non solo i breakpoints sono riferiti  a 
differenti display, ma anche ad entrambi gli orientamenti di questi ultimi 
nelle  posizioni  portrait  (verticale)  e  landscape  (orizzontale).  Le 
applicazioni responsive devono infatti  essere in grado di  modificare il 
layout  di  una  pagina  anche  in  corrispondenza  dell’orientamento  del 
dispositivo.
Attraverso  un  opportuno  utilizzo  di  queste  due  caratteristiche,  l’RWD 
consente  la  definizione  di  più  layout   all’interno  di  un  unico  file. 
Attualmente  molte  librerie,  template  e  framework  adottano  regolarmente 
questa metodologia, facilitando in modo significativo la fase di sviluppo di 
molti siti web. 
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Nonostante la grande adesione il  responsive web design non è esente da 
critiche.  Quella  principale,  al  di  là  di  opinioni  stilistiche  più  o  meno 
condivisibili, è legata al concetto di performance: come detto in precedenza, 
il  principio che sta  alla  base del  RWD è la  realizzazione di  una singola 
risorsa per più dispositivi, la cui presentazione viene modificata a seconda 
delle caratteristiche del display in uso. Gestire lo stile di presentazione non 
significa  però  limitare  la  quantità  di  dati  trasmessi  da  dispositivo  a 
dispositivo.  In  altre  parole,  quando  si  utilizza  un  approccio  RWD,  la 
quantità  di  dati  trasmessi  è  sempre  la  stessa,  indipendentemente  dal 
dispositivo che si sta utilizzando. Secondo questa logica, il peggior quadro 
possibile  è  rappresentato  da  un’applicazione  troppo  pesante  per  essere 
gestita  in  modo  efficiente  su  un  dispositivo  mobile.  Ecco  un  esempio 
concreto: 
Come  si  può  notare  dalla  figura,  i  tempi  di  caricamento  di  una  risorsa 
responsive (a sinistra)  sono esattamente gli  stessi  della versione desktop. 
Questo perché,  anche se non visibili,  nel  pacchetto inviato al  dispositivo 
sono presenti tutte le risorse di un full site. 
Un  modo  efficace  per  gestire  questo  problema  è  una  metodologia  di 
sviluppo  chiamata  mobile  first,  che  consiste  nello  sviluppo  di 
un’applicazione web partendo dalla sua versione mobile. Questa procedura 
inverte  il  classico  approccio  di  riduzione  dei  contenuti  che  solitamente 
avviene nella trasposizione di un full site verso un mobile site (il cosiddetto 
mobile last development), e consiste nel riproporre il contenuto ottimizzato 
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per un dispositivo mobile su display progressivamente più grandi. Per fare 
questo si opera sulla dimensione dei caratteri, la disposizione dei blocchi di 
contenuto e lo scaling delle immagini. 
Abbiamo quindi visto come all’interno delle indagini sull’usabilità mobile 
degli  ultimi  dieci  anni  si  siano  configurate  due  fasi  distinte:  una  prima, 
piuttosto  critica  fase  ha  dimostrato  come ancora  non fossero ancora  ben 
chiare le modalità di gestione del web sui dispositivi di ultima generazione. 
È comprensibile associare questa prima fase a una scarsa esperienza, sia da 
parte  degli  utenti  che  degli  sviluppatori,  nell’utilizzo  di  un  supporto 
totalmente innovativo.  
Le prime criticità non hanno però ostacolato la grande proliferazione della 
tecnologia  mobile,  che,  come  abbiamo  visto  in  precedenza,  presenta  un 
grado di distribuzione estremamente alto, soprattutto se confrontiamo i dati 
di vendita dei dispositivi con il traffico mobile totale . 20
Ciò ha comprensibilmente condotto verso la  seconda fase dello sviluppo 
mobile, una fase di sostanziale miglioramento ampiamente verificato dagli 
studi  di  usabilità  condotti  negli  ultimi  anni.  Un indicatore  importante  di 
questa fase di cambiamento è rappresentata dal sempre maggiore interesse 
di  numerose aziende che operano nel  web (Google in  primis),  che negli 
ultimi  hanno  hanno  intrapreso  importanti  attività  di  supporto  e 
incoraggiamento a uno sviluppo consapevole delle piattaforme mobile. Un 
esempio  concreto  è  rappresentato  dagli  ultimi  sviluppi  dell’algoritmo  di 
ricerca di Google, che si occupa di valorizzare le risorse web ottimizzate per 
la visualizzazione su dispositivi mobili, migliorandone l’indicizzazione.
Alla luce di  questo,  possiamo comunque affermare che i  problemi legati 
all’usabilità  mobile  non  sembrano  del  tutto  risolti.  I  nuovi  dispositivi 
presentano un indice di  usabilità  sicuramente maggiore rispetto agli  anni 
passati,  ma  ottengono  punteggi  ancora  piuttosto  bassi  se  paragonati  ai 
 Un report esaustivo su questi aspetti è fornito da Cisco: http://www.cisco.com/c/en/us/solutions/20
collateral/service-provider/visual-networking-index-vni/white_paper_c11-520862.html
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classici  sistemi  desktop .  Il  supporto  di  analisi  di  usabilità  mantiene 21
pertanto  un  ruolo  centrale  nell’ottica  di  monitorare  i  cambiamenti  che 
intercorrono in questa fase di evoluzione tecnologica. Il software di analisi 
di usabilità presentato in questo lavoro va ad allinearsi alla prosecuzione di 
questa ricerca, e presenta una serie di innovazioni realizzate tenendo conto 
della  grande  evoluzione  di  cui  i  dispositivi  mobili  sono  stati  finora 
protagonisti.
 R. Budiu and J. Nielsen, “Mobile Website and Application Usability Second Edition”, Nielsen 21
Norman Group, 2012 
 27
3. Stato dell’arte
Il  software  MUSE  va  ad  inserirsi  in  una  serie  di  strumenti  di  analisi 
automatica orientati agli studi di usabilità, ponendo maggiore attenzione alla 
valutazione  remota  di  dispositivi  mobili.  Un  punto  di  riferimento  molto 
importante  per  lo  sviluppo di  MUSE è  rappresentato  dal  software  WUP 
(Web Usability Probe) , anch’esso sviluppato presso il laboratorio HIIS del 22
CNR di  Pisa.  MUSE eredita  infatti  gli  elementi  strutturali  e  l’approccio 
generale  di  questo software,  proponendo tuttavia  una importante  serie  di 
modifiche, motivate in gran parte dalla necessità di aggiornare il tool alle 
più recenti caratteristiche dei dispositivi mobili. Parallelamente sono state 
prese in considerazione diverse applicazioni e progetti degli ultimi anni, con 
lo scopo di trarre ispirazione per lo sviluppo di specifiche caratteristiche del 
programma.
In questo capitolo verranno elencati brevemente alcuni dei software presi in 
esame,  con  l’obiettivo  di  ricostruire  a  grandi  linee  il  background  degli 
strumenti di valutazione remota di usabilità.
Strumenti di click mapping: questa tipologia di software si concentra sulla 
possibilità  di  registrare  alcune  tipologie  di  interazione  degli  utenti  con 
un’interfaccia, in particolare le modalità di input click dei sistemi desktop e 
gli eventi touch del paradigma mobile.
• Chalmark:  il  funzionamento  di  Chalmark  è  piuttosto  semplice: 
attraverso una piattaforma web è possibile caricare un’immagine che 
riproduce  una  qualsiasi  interfaccia  oggetto  di  studio.  Una  volta 
eseguito il caricamento è possibile richiedere a una serie di utenti di 
interagire con l’interfaccia sulla base di specifiche indicazioni fornite 
dal valutatore. Il software sfrutta un meccanismo di registrazione dei 
click  degli  utenti,  e  fornisce  dati  in  tempo  reale  relativi  all’attività 
svolta,  in  particolare  il  punto  esatto  in  cui  l’utente  ha  eseguito 
un’interazione  con  la  pagina,  visualizzato  come  heatmap,  e  le 
 Carta T., Paternò F. - A Tool for Supporting Remote Usability Evaluation of Web Sites. 22
Springerlink, 2011
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tempistiche relative (per esempio quanto tempo intercorre tra un click e 
l’altro). Una volta ottenute queste informazioni, il valutatore è in grado 
di  confrontare  l’attività  dell’utente  con  quella  attesa,  in  modo  da 
verificare il corretto conseguimento del task. I punti di forza di questa 
applicazione  risiedono  nella  rapidità  e  facilità  d’uso,  unite  ad  un 
efficace meccanismo di user recruitment. A ogni modo, forti limitazioni 
sono rappresentate dalla staticità dello strumento. Le interazioni sono 
riferite infatti a una semplice immagine che riproduce un’interfaccia, 
eliminando quindi ogni elemento di interazione dinamica e importanti 
aspetti legati alla navigazione.
• ClickHeat:  questo  strumento  opensource  non  fornisce  specifiche 
analisi  di  usabilità,  ma  rappresenta  un  ottimo supporto  per  l’analisi 
dell’attività degli utenti su qualsiasi tipo di pagina web. Sfruttando una 
visualizzazione  di  tipo  heatmap,  l’applicazione  produce  un  output 
comprendente lo screenshot dell’interfaccia utilizzata e tutte le attività 
di interazione di uno o più utenti. Recentemente è stato realizzato uno 
specifico  plugin  per  wordpress,  che  rende  ancora  più  flessibile 
l’utilizzo di questa tecnologia. 
• Click Tale: questo software aggiunge alla categoria degli strumenti di 
click mapping alcune importanti caratteristiche. Estende innanzitutto la 
tipologia di  eventi  registrabili,  aggiungendo movimenti  del  mouse e 
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input  da  tastiera,  e  ne  fornisce  una  visualizzazione  di  tipo  report 
(testuale) e heatmap, come nel caso dei due precedenti esempi. Click 
Tale offre inoltre la possibilità di registrare attività degli utenti come 
video,  attraverso  una  tecnologia  di  screen  capturing.  Queste 
caratteristiche  di  registrazione e  l’apparato  di  analisi  automatica  dei 
dati  rilevati  distinguono  questo  software  da  semplice  strumento  a 
ambiente  di  analisi  integrato.  Considerata  la  complessità  dello 
strumento  appare  però  deludente  la  mancanza  di  un  sistema  di 
registrazione dei feedback dell’utente. 
• Crazy Egg: attualmente uno degli strumenti più avanzati nel settore 
del  click  mapping,  Crazy  Egg  si  presenta  come  un  servizio  a 
pagamento molto popolare in ambito eCommerce. L’applicazione non 
si limita a tracciare attraverso heatmap le attività degli utenti, ma offre 
la  possibilità  di  affinare  le  analisi  delle  interazioni  tramite  specifici 
filtri. Presenta diverse modalità di visualizzazione, che si dividono in 
overlay, elementi informativi sovrapposti a screenshots delle interfacce 
visualizzate, report testuali scaricabili e classiche heatmap. 
Analizzare queste tipologie di applicazione si è rivelato molto utile al fine di 
trarre ispirazione nelle fasi di sviluppo di MUSE. Particolare attenzione è 
stata  rivolta  alle  metodologie  di  acquisizione  degli  screenshot  delle 
interfacce in uso. 
User simulation: a questa categoria appartengono applicazioni in grado di 
simulare,  attraverso  specifici  algoritmi,  il  comportamento  di  un  utente 
generico.
• Feng-GUI : il principio di funzionamento di Feng-GUI si basa sulla 23
capacità di riprodurre artificialmente pattern visuali di utenti posti di 
fronte  a  un  interfaccia,  basandosi  su  studi  empirici  condotti  in 
precedenza.  Il  tool  è  in  grado  di  analizzare  la  disposizione  degli 
 https://www.feng-gui.com/23
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elementi grafici e testuali di una pagina e produrre dinamicamente dei 
percorsi  di  visualizzazione.  A livello  grafico  l’output  prodotto  è 
analogo a quello di un eytracker, strumento ampiamente utilizzato nel 
settore  delle  valutazioni  di  usabilità.  Ciò  che  distingue  questo 
strumento dai  classici  tool  di  analisi  è  appunto l’assenza di  utenti 
reali. Questo aspetto è considerato uno svantaggio da gran parte degli 
esperti valutatori, ma rappresenta comunque un modo per analizzare 
strutturalmente qualsiasi tipo di interfaccia riducendo sensibilmente 
costi e tempo di realizzazione. 
Users recruitment: gli strumenti di user recruitment hanno come obiettivo 
la semplificazione della fase di reclutamento e successiva sottoposizione a 
test di campioni di utenti. 
• Amazon  Mechanical  Turk :  si  tratta  di  una  piattaforma  online 24
attraverso  la  quale  è  possibile  sottoporre  a  gruppi  di  volontari 
registrati  una  serie  di  task  modellati  sulle  proprie  esigenze.  Un 
gruppo di ricerca è a disposizione per l’analisi dei risultati ottenuti. I 
costi  del  servizio  sono contenuti,  ed  è  possibile  portare  a  termine 
studi di usabilità in tempi relativamente brevi. I risultati sono tuttavia 
molto variabili, a seconda del numero di task sottoposti e al numero 
di valutatori disponibili sul momento. Non è inoltre possibile seguire 
il processo di analisi durante il suo svolgimento, ma solo visualizzare 
il report finale dello studio. Nonostante questi limiti, Mechanical Turk 
è uno strumento molto popolare, spesso utilizzato come supporto da 
altri strumenti di valutazione.
• CrowdStudy :  si  presenta  come  un  framework  basato  sullo 25
strumento di Amazon Mechanical Turk. Il principio di base, come è 
facile intuire è quello del crowdsourcing applicato alla valutazione di 
pagine web. L’utilizzo dell’SDK di Amazon facilita l’operazione di 
 https://www.mturk.com/mturk/welcome24
 http://dev.globis.ethz.ch/crowdstudy/25
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recruiting degli utenti chiamati a svolgere una serie di task. Dal punto 
di  vista  tecnico,  CrowdStudy  implementa  un  logger  in  grado  di 
registrare  numerose  attività  degli  utenti,  la  cui  analisi  offre  la 
possibilità di ricostruire i vari contesti d’uso e identificare con una 
certa approssimazione possibili problemi di usabilità. Nell’ambito di 
ricerca il tool si è dimostrato efficace nell’identificare problematiche 
legate all’introduzione delle attività di tocco nelle applicazioni web 
mobile. 
Screen  capturing:  un’altra  categoria  importante  è  rappresentata  da  una 
serie di software che si occupano di registrare le attività di utenti selezionati 
in formato video o immagine, attraverso tecniche di screen capturing.  
• Open hallway: questo strumento consiste in un servizio a pagamento 
che  offre  la  possibilità  di  registrare  in  formato  audio  e  video  le 
attività  di  utenti  durante  lo  svolgimento  di  specifici  task.  La 
possibilità di registrare anche tracce audio consente ai valutatori di 
avere  un  importante  feedback  verbale  dell’utente.  L’approccio 
consigliato,  tipico  degli  studi  think  aloud,  è  infatti  quello  di 
commentare ad alta voce le attività che si stanno svolgendo durante il 
task. Questo aspetto è molto interessante, dal momento che uno dei 
limiti più significativi degli strumenti di analisi di usabilità remoti è 
proprio l’assenza di questo feedback. 
Strumenti  di  logging orientati  all’analisi  automatica:  questa  categoria 
comprende  strumenti  creati  per  condurre  specifiche  elaborazioni  di  dati 
relativi alle interazioni degli utenti tramite strumenti di logging avanzati.
• WELFIT:  questo  strumento consente  di  registrare  le  attività  di 
utenti durante l’utilizzo di specifiche applicazioni. Allo stesso modo 
di MUSE, il tool interpreta le interazioni come eventi registrabili e 
collocabili temporalmente. WELFIT introduce un aspetto chiave della 
ricerca:  il  riconoscimento  di  pattern  di  navigazione.  Attraverso 
l’analisi  dei  log  relativi  all’attività  degli  utenti  è  infatti  possibile 
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ricercare  delle  tipologie  di  navigazione  ricorrenti  all’interno  delle 
sessioni  di  navigazione.  L’approccio  proposto  in  WELFIT  è 
particolarmente  interessante  perché  pone  al  centro  dell’attenzione 
l’attività dell’utente, differenziandosi da una lunga serie di strumenti 
che si focalizzano sull’aspetto strutturale delle applicazioni utilizzate. 
A livello di implementazione il tool presenta un limite notevole: per 
valutare una specifica pagina web è necessario inserirvi manualmente 
il codice javascript. Questa operazione restringe in modo significativo 
il numero di applicazioni potenzialmente valutabili.
• The bad smell finder:  uno dei riferimenti più importanti nello 
sviluppo di MUSE è rappresentato da questo tool, che introduce il 
concetto di bad smelll usability. Con questo termine si fa riferimento 
a una serie di indicatori di potenziali minacce rilevate all’interno di 
un’applicazione.  Queste  minacce  possono  essere  generate  da  una 
cattiva progettazione di un’interfaccia o da caratteristiche tecniche di 
un  dispositivo,  responsabili  di  un  utilizzo  scorretto  di 
un’applicazione.  Lo  strumento  consente  quindi  di  rilevare  queste 
minacce  e  di  apportare  modificazioni  dinamiche  sulle  applicazioni 
prese in esame, applicando opportune correzioni. 
Questo meccanismo prende il nome di refactoring . L’intero processo 26
di  identificazione si  basa  su riconoscimento dei  cosiddetti  usability 
threats,  corrispondenti  a  sequenze  di  eventi  potenzialmente 
 A powerful solution for adjusting production-ready web application is the refactor- ing technique, 26
which allows the developers to apply usability improvements without altering the application’s 
functionality. Julián Grigera, Alejandra Garrido, José Matías Rivero, A Tool for Detecting Bad 
Usability Smells in an Automatic Way 
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“pericolose” ai fini di una corretta esecuzione di un task. Le sequenze 
generatrici di bad smell vengono formalizzate in una fase preliminare 
di  studio,  e  confrontate  con  quelle  relative  ai  log  registrati  nel 
database. Se all’interno del dataset esistono occorrenze delle sequenze 
Bad Smell, il problema di usabilità corrispondente viene segnalato. Di 
seguito vediamo una tabella rappresentante le dipendenze tra usability 
threats e Bad Smell:
•  AutoQUEST: questo tool, allo stesso modo di Bad Smell Finder 
citato  precedentemente,  si  pone come obiettivo l’identificazione di 
sequenze rappresentanti potenziali problemi di usabilità. AutoQUEST 
si presenta come uno strumento client-based, il cui funzionamento è 
reso possibile grazie all’inserimento di codice javascript all’interno 
delle applicazioni che si desidera valutare. Anche in questo caso il 
sistema di logging implementato nel tool permette di intercettare e 
registrare  gli  eventi  generati  da  un  utente.  L’innovazione 
rappresentata  dall’approccio  di  AutoQUEST  consiste 
nell’elaborazione dei log registrati in task-trees, che rappresentano le 
dipendenze dei task portati a termine dagli utenti. Vediamo di seguito 
una rappresentazione di questo tipo di grafo:
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Le foglie  del  grafo  rappresentano  le  singole  azioni  compiute  dagli 
utenti  per  portare  a  termine  la  sequenza  generale,  rappresentata 
dall’elemento  radice  Sequence  1.  L’identificazione  dei  Bad  Smell 
proposta  in  questo  approccio  si  basa  quindi  sull’analisi  di  queste 
strutture. I problemi di usabilità ricercati sono quattro:
• Missing  feedback:  problema  di  usabilità  riscontrato  nel 
momento in cui un utente interagisce più volte con il  medesimo 
elemento dell’interfaccia, senza ottenere risposta
• Important task: questo smell è identificato nel momento in cui un 
task ricorrente viene portato a termine con un numero eccessivo di 
interazioni
• Required inefficient actions: rilevamento di azioni necessarie al 
completamento  di  un  task  ma  di  fatto  non  rappresentanti  un 
requisito  fondamentale  (es:  uno  scroll  verticale  richiesto  per  il 
completamento di un form).
• High  website  element  distance:  questo  smell  è  identificato 
quando  viene  rilevata  un’eccessiva  distanza  tra  elementi 
indispensabili per la corretta esecuzione di un task
Un aspetto molto interessante di questo tool è una procedura automatica 
con  cui  è  possibile  calcolare  un  valore  di  severity,  corrispondente 
all’impatto con cui uno specifico smell incide sul corretto funzionamento 
dell’applicazione presa in esame.
• W3touch: dedicato principalmente alla sfera del web design, w3touch 
è uno strumento di analisi automatica in grado di rilevare problemi di 
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usabilità legati alla scorretta disposizione degli elementi di una pagina 
web. Uno degli esempi più efficaci per spiegarne il funzionamento è 
costituito dall’analisi dei missed links, ovvero tutti quei casi in cui un 
utente, cercando di premere uno specifico link, esegue una pressione 
su un’area dove questo non è attivo. Di conseguenza è costretto ad 
applicare un ridimensionamento manuale della pagina o ad effettuare 
un  numero  maggiore  di  click/tap  sullo  stesso  elemento.  Questo 
problema è chiaramente generato nel caso in cui una serie di link sia 
disposta in modo eccessivamente ravvicinato rispetto al dispositivo su 
cui è visualizzata, costringendo così l’utente ad una serie di azioni non 
richieste. Aspetto molto interessante di w3touch è una funzionalità di 
refactoring che applica delle correzioni automatiche agli elementi che 
generano problemi di usabilità. Nell’immagine seguente vediamo un 
confronto  tra  una  pagina  tradizionale  di  Wikipedia  e  una  versione 
riadattata automaticamente dal tool:
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4.Web Usability Probe 
MUSE si pone l’obiettivo di proseguire la strada già tracciata dal precedente 
software  WUP  (Web  Usability  Probe) ,  anch’esso  sviluppato  in  due 27
versioni presso il laboratorio HIIS del CNR di Pisa. L’idea di proseguire un 
percorso simile a quello proposto nel precedente tool è stata motivata dalla 
necessità  di  realizzare  uno  strumento  di  analisi  remota  più  funzionale  e 
maggiormente  orientato  alla  sfera  dell’usabilità  mobile.  MUSE  eredita 
alcune  caratteristiche  strutturali  del  precedente  software,  ma  presenta 
profondi cambiamenti nelle funzionalità e nelle tipologie di visualizzazione 
dei dati. Ciò che accomuna i due tool è l’approccio basato su proxy, che 
consente l’inserimento di codice javascript all’interno di qualunque risorsa 
del web, e l’utilizzo di un logger in grado di intercettare una serie di eventi 
relativi alle attività di navigazione su un qualsiasi browser. Mantiene inoltre 
inalterata  una metodologia basata sul  confronto diretto delle  sequenze di 
eventi  con  una  sessione  ottimale  (optimal  evaluation),  realizzata  con  lo 
scopo di confrontare sequenze di eventi generate dagli utenti con una più 
controllata  sessione,  realizzata  ad  hoc  dal  valutatore.  Questo  tipo  di 
approccio,  simile  nelle  finalità  agli  algoritmi  di  classificazione  tipici  del 
Data Mining , si è infatti dimostrata particolarmente efficace per avere un 28
rapido  riscontro  delle  differenze  che  intercorrono  tra  diversi  tipi  di 
interazione, e quindi di evidenziare in modo efficace potenziali problemi di 
usabilità. 
Nei  paragrafi  seguenti  saranno  elencate  sinteticamente  le  componenti 
strutturali e il principio di funzionamento di WUP, e un’analisi critica del 
suo funzionamento in relazione a una serie di test utente.
 Web Usability Probe: A Tool for Supporting Remote Usability Evaluation of Web Sites, Tonio 27
Carta, Fabio Paternò, and Vagner Figuerêdo de Santana, Human-Computer Interaction -- 
INTERACT 2011 
 Lecture notes riguardanti gli algoritmi di classificazione, disponibili online: http://www-28
users.cs.umn.edu/~kumar/dmbook/dmslides/chap4_basic_classification.pdf
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4.1 Struttura e principio di funzionamento
Esaminiamo in dettaglio gli elementi strutturali di Web Usability Probe:
• Proxy: gli strumenti di analisi remota si basano sull’inserimento di codice 
Javascript  all’interno  delle  risorse  web  destinate  alla  valutazione.  In 
questo  senso,  gli  approcci  proposti  sono  due:  inserire  manualmente  il 
codice all’interno della risorsa da valutare o realizzare un meccanismo in 
grado  di  iniettare  codice  all’interno  di  qualunque  risorsa.  Il  primo 
approccio, tipico di strumenti come Google Analytics, appare sicuramente 
efficace,  ma tende a  limitare  molto il  numero di  risorse  valutabili,  dal 
momento  che  per  effettuare  un  inserimento  di  codice  su  una  pagina 
sarebbe necessario un intervento manuale sicuramente poco immediato. Il 
secondo approccio consente invece di filtrare il  traffico verso le risorse 
web oggetto di analisi, e aggiungere automaticamente alle pagine visitate 
il  codice  necessario  all’esecuzione.  Per  portare  a  termine  questa 
operazione ci si affida appunto a un proxy, che assume una funzione di 
intermediario tra le richieste delle singole risorse e le relative risposte. 
L’utilizzo del proxy è motivato soprattutto dalla necessità di aggirare un 
meccanismo di controllo, implementato su tutti i browser, che impedisce 
l’inserimento di  codice Javascript  la  cui  origine non sia la stessa della 
risorsa richiesta (SOP, Same Origin Policy) . Veicolando il traffico dati 29
sul  proxy  è  possibile  modificare  i  parametri  presenti  negli  header  di 
richiesta e risposta http. In questo modo è possibile aggirare la restrizione 
SOP e consentire l’inserimento del codice necessario all’analisi.  
 SOP (Same Origin Policy)29
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• Logger: il logger svolge la funzione più complessa e delicata all’interno 
del software: si occupa infatti  di registrare tutti  gli eventi che vengono 
generati  da  un  utente  durante  la  navigazione  web,  e  di  inviarli  in  un 
database per la successiva fase di analisi. Scritto interamente in Javascript, 
il modulo Logger viene inserito automaticamente all’interno della risorsa 
web oggetto di valutazione.
• Frontend client:  si  tratta  di  una  serie  di  elementi  HTML che  vengono 
inseriti  all’interno della pagina da valutare, e sono destinati  a facilitare 
l’utente durante l’esecuzione dei test. Studiati per essere il meno possibile 
intrusivi e disturbanti per la navigazione, questi elementi si compongono 
di un pannello a scomparsa, situato nella parte superiore della pagina, che 
al suo interno contiene le informazioni necessarie all’utente per svolgere il 
task e una serie di controlli. 
• Backend  di  amministrazione:  è  l’interfaccia  destinata  al  valutatore.  Si 
compone di diversi pannelli di controllo per consentire di visualizzare i 
risultati dei test. Da qui è possibile accedere alla lista delle valutazioni 
correnti  ed effettuare operazioni di  modifica,  controllo o cancellazione. 
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Durante  le  fasi  di  sviluppo  di  MUSE  è  stato  scelto  di  estendere  gli 
strumenti di controllo aggiungendo la sezione Overview, che ha lo scopo 
di fornire una visione di insieme dei dati raccolti. 
• Database: la struttura del modello dati di WUP è mostrata nella seguente 
figura:
Il  modello  si  compone  di  una  serie  di  tabelle  responsabili  della 
registrazione dei singoli eventi generati (tabella Log), delle valutazioni e i 
singoli task (rispettivamente tabelle evaluation e task), di eventi realizzati 
arbitrariamente dal valutatore (custom event), e di informazioni relative 
alle singole sessioni (ticket). 
Analizziamo quindi le fasi che compongono una sessione di test:
• Preparazione:  in  questa  fase  il  valutatore  seleziona  un’applicazione 
oggetto  di  studio,  analizzandone  le  componenti.  Sulla  base  di  questa 
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analisi  verranno  scelte  le  azioni  (task)  che  saranno  successivamente 
proposte  all’utente  in  fase  di  test.  Non esistono  restrizioni  riguardo  la 
tipologia  di  attività  da sottoporre  agli  utenti,   ma generalmente è  utile 
concentrarsi su aspetti come la ricerca di una specifica informazione, la 
compilazione di un form, l’acquisto di un determinato prodotto. Questo 
perché le maggiori criticità riscontrate durante l’utilizzo di un sito web si 
verificano nel momento in cui è richiesto all’utente un maggiore livello di 
attenzione. Il numero di task è arbitrario e può variare in relazione al tipo 
di applicazione che si vuole valutare. Per creare una nuova valutazione è 
sufficiente accedere al pannello di amministrazione e premere il tasto new 
evaluation.  Per  creare  una  nuova  valutazione  è  necessario  inserire  un 
nome e una breve descrizione. 
Una volta ultimata la registrazione della valutazione, il valutatore procede 
all’inserimento degli specifici task. Un’interfaccia leggermente diversa dalla 
precedente consente di portare a termine questa operazione:
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sono  richiesti  nomi  e  descrizioni  di  ogni  specifico  task,  l’URL della 
risorsa scelta per l’esecuzione del test e la scelta dell’opzione is skipable, 
che si occupa di specificare se un task possa essere o meno saltato.
• Fase  di  test:  una  volta  completata  la  fase  preliminare  di  creazione,  il 
valutatore può occuparsi della selezione di un campione di utenti e della 
relativa sottoposizione del test. Come già specificato, il carattere remoto di 
WUP fa si che non sia necessario applicare condizioni particolari alla fase 
di test, né di ricreare specifici scenari di esecuzione. Per far eseguire un 
test a un utente selezionato è sufficiente fornire un link alla valutazione 
desiderata. Accedendovi, l’utente sarà indirizzato all’applicazione web, i 
cui  header  sono  stati  precedentemente  filtrati  e  modificati  attraverso  il 
proxy.  L’utente  potrà  quindi  eseguire  i  task  sequenziali  che  verranno 
riassunti in una schermata a scomparsa, richiamabile dal pannello posto 
nella  parte  superiore  della  pagina.  L’operazione  di  accesso  ai  test  è 
facilitata  dalla  creazione  di  una  pagina  contenente  l’elenco  delle 
valutazioni create: 
Cliccando  sul  link  participate  corrispondente  ad  una  specifica 
valutazione  l’utente  viene  automaticamente  indirizzato  alla  pagina 
relativa al test.
• Analisi  dei  risultati:  l’ultima  fase  comprende  l’attività  di  analisi  del 
valutatore.  Una  volta  completati  i  test  utente  è  possibile  accedere  al 
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backend  di  amministrazione,  sezione  comprensiva  di  una  serie  di 
strumenti  finalizzati  alla  visualizzazione  e  all’analisi  dei  dati  registrati 
nella fase di test. Punto centrale di questa sezione è rappresentato dalla 
visualizzazione  delle  sequenze  di  eventi  tramite  timeline.  Questa 
rappresentazione consente di  disporre gli  eventi  relativi  alle  interazioni 
con le applicazioni in una struttura temporale, differenziando gli eventi 
attraverso specifiche etichette:
Oltre a garantire un buon livello di dettaglio nel contenuto informativo, 
questo tipo di visualizzazione consente anche un rapido confronto delle 
sessioni utente con quella ottimale, posta in alto. 
Osservando il seguente schema possiamo comprendere con più precisione 
l’architettura del software:
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Nel dettaglio:
1. Creazione della valutazione sul server tramite backend
2. Accesso dell’utente al test tramite frontend client
3. Filtraggio della richiesta tramite proxy
4. Invio  risposta  e  filtraggio  leader  tramite  proxy  (iniezione  script  del 
logger)
5. Invio dei log al server e salvataggio dei record su DB
6. Richiesta dati salvati su DB tramite backend 
Il  server di WUP contiene quindi gran parte delle componenti necessarie 
all’esecuzione  del  programma:  il  proxy  si  occupa  del  filtraggio  delle 
richieste  e  delle  risposte  http,  e  inietta  il  codice javascript  necessario ad 
intercettare e registrare gli eventi generati dall’utente. Il modulo logger si 
occupa inoltre di aggiornare progressivamente il database con i file di log.
4.2 Gli eventi
Ponendosi come obiettivo finale la registrazione delle attività di un utente, 
un programma di logging deve essere in grado di intercettare e registrare 
tutti gli eventi generati dall’utente durante la sessione di navigazione.  Come 
si  è visto nel terzo paragrafo relativo allo stato dell’arte,  molti  strumenti 
sono  in  grado  di  registrare  la  maggior  parte  degli  eventi  sollevati  dai 
browser  in  maniera  diretta,  ovvero  a  seguito  di  una  ben  definita  azione 
dell’utente.  Fanno  parte  di  questa  categoria  eventi  come  click,  scroll, 
mousemove, facenti parte del paradigma desktop, e tutti gli eventi di tipo 
touch, come tap, swipe, pan, ecc.
Esiste poi una serie di eventi generati indirettamente dal browser, sulla base 
del  comportamento  dell’applicazione.  A  questa  categoria  appartengono 
eventi come blur, focus, change, load ecc.
Un’importante caratteristica di WUP è rappresentata dall’introduzione degli 
eventi semantici e degli eventi custom:
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• Eventi  semantici:  rappresentano  un’estensione  rispetto  agli  eventi 
scatenati dal browser e registrati attraverso il logger, e fanno parte di 
una lista di eventi creati appositamente in fase di sviluppo. Javascript 
consente infatti la creazione di eventi personalizzati, realizzati con lo 
scopo di estendere le informazioni ottenibili  dall’analisi degli eventi 
generati in modo nativo. Un esempio è quello dell’evento pageview, 
realizzato  per  identificare  in  modo  più  preciso  il  cambio  di  pagina 
durante  una  sessione  di  navigazione.  Altri  eventi  sono  scatenati  a 
seguito  dell’interazione  di  un  utente  con  specifici  elementi 
dell’interfaccia. È il caso di opentaskpanel e closetaskpanel, richiamati 
rispettivamente al  momento dell’apertura e  chiusura del  pannello di 
controllo dei task.
• Eventi custom: si tratta anche in questo caso di eventi personalizzati 
che  vanno  ad  aggiungersi  a  quelli  ordinari,  con  la  differenza  che 
possono essere inseriti dinamicamente da qualsiasi valutatore in fase di 
generazione di un test utente, attraverso un apposito form. Gli eventi 
custom  ricoprono  un  ruolo  molto  importante  all’interno 
dell’architettura di WUP. Attraverso questa funzionalità il valutatore è 
infatti in grado di creare uno specifico evento associato a un qualsiasi 
elemento  di  un’interfaccia.  Al  momento  dell’interazione  dell’utente 
con questo elemento viene lanciato l’evento personalizzato. In questo 
modo  il  valutatore  ha  la  possibilità  di  individuare  all’interno 
dell’applicazione degli elementi chiave, la cui interazione può indicare 
un corretto svolgimento di un task. Un esempio concreto può essere 
rappresentato da un task in cui viene richiesto all’utente di compilare 
un  form e  premere  il  tasto  submit  ad  esso  relativo.  Associando  un 
custom event all’elemento submit il valutatore può verificare il corretto 
invio dei dati al server. L’attività di inserimento di questi eventi, unita a 
una corretta pianificazione dei test utente fornisce uno strumento molto 
utile all’identificazione del comportamento degli utenti in fase di test. 
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4.3 Strumenti di analisi
Una volta registrati i dati relativi agli eventi scatenati dall’utente, un tool di 
analisi  remota  deve  necessariamente  fornire  delle  modalità  di 
visualizzazione coerenti e funzionali ai fini di una valutazione di usabilità. 
A questo  proposito  WUP presenta,  oltre  alla  già  citata  visualizzazione  a 
timeline, una serie di strumenti finalizzati allo studio dei dati registrati. In 
particolare:
• Timeline  comparator:  si  tratta  del  contenitore  principale,  una 
schermata che ospita tutte le timeline relative a uno specifico task di una 
valutazione.  La valutazione ottimale,  creata dal  valutatore,  è posta in 
alto, mentre le successive, corrispondenti alle sessioni dei diversi utenti, 
sono  disposte  verso  il  basso  in  ordine  cronologico.  Questo  tipo  di 
disposizione è finalizzata a rendere più immediato il confronto visuale 
delle  sequenze  eventi  generate  dagli  utenti  con  il  modello  ottimale 
proposto  dal  valutatore.  Le  timeline  sono  inoltre  elementi  HTML 
draggable,  e possono essere spostate e disposte a proprio piacimento 
all’interno  del  contenitore  principale.  Questa  caratteristica  da  la 
possibilità di posizionare valutazioni recenti, e quindi disposte in basso 
rispetto alla pagina, a fianco della valutazione ottimale, minimizzando 
così eventuali problemi di scrolling eccessivo.
• Riconoscimento dati dei dispositivi (WURLF): acronimo di Wireless 
Universal  Resource  File,  Wurfl  si  presenta  come  un  repository  di 
informazioni  relative  ai  dispositivi  mobili  attualmente  in  commercio. 
L’utilizzo di questo strumento è motivato dalla necessità di ottenere un 
certo  numero  di  informazioni  legate  ai  dispositivi  che  gli  utenti 
utilizzano  durante  i  loro  test.  Informazioni  come  risoluzione  e 
dimensione  dello  schermo,  sistema  operativo  e  browser  utilizzato, 
rappresentano  dati  estremamente  importanti  ai  fini  di  un’indagine  di 
usabilità. Le informazioni relative ai dispositivi sono disposte nella parte 
sinistra  di  ogni  singola timeline.  L’unico svantaggio rappresentato da 
questo strumento è la necessità di aggiornamento manuale, necessario 
ad avere disponibili i dati sugli ultimi modelli di dispositivo. 
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• Event analyzer: questa funzione consente di visualizzare un diagramma 
a barre relativo alla distribuzione degli eventi relativi a una valutazione. 
È possibile modificare il livello di dettaglio, filtrando la visualizzazione 
per categoria o per eventi singoli, al fine di avere una visione globale o 
dettagliata degli eventi generati sul task. 
• Evaluation Comparator: questa funzionalità consente di confrontare in 
modo  specifico  due  timeline.  La  funzione  di  default  compara  una 
timeline  selezionata  con  la  sessione  ottimale,  ma  è  anche  possibile 
confrontare tra loro due sessioni utente. 
• Time  comparator:  strettamente  connessa  all’evaluation  comparator, 
questo  strumento  contente  di  confrontare  i  tempi  di  esecuzione  dei 
singoli task. I tempi di esecuzione non rappresentano di per sé un dato 
significativo,  ma  sono  sicuramente  utili  nella  rimozione  dei  dati 
“rumorosi” e danno un’idea generale sull’andamento del test. 
• Navigation  storyboard:  questa  funzione  consente  di  analizzare  le 
sequenze di navigazione degli utenti e confrontarle tra loro. Isolando gli 
eventi  pageview  delle  singole  sessioni  è  possibile  tenere  traccia  dei 
cambi di pagina che intercorrono durante l’utilizzo di un’applicazione. 
Sulla base di questa informazione è possibile ricostruire il modello di 
navigazione di un utente, e confrontarlo con altri. 
• Analisi  automatica  (SAM):  questo  approccio,  decisamente  più 
complesso rispetto ai precedenti, rappresenta l’utilizzo di una tecnica di 
data mining applicata all’analisi delle sequenze di navigazione. L’analisi 
SAM  (Sequence Alignment Method) nasce dalla necessità di rilevare 30
le  variazioni  che  intercorrono  tra  due  o  più  sequenze,  in  modo  da 
quantificare  il  livello  di  similitudine  tra  di  esse.  La  distanza  tra  due 
sequenze  è  calcolata  sulla  base  del  numero  di  azioni  necessarie  a 
renderle  identiche.  Le  azioni  necessarie  sono  distinte  in  tre  casi: 
 Hay B., Wets G., Vanhoof K. - Mining Navigation Patterns Using a Sequence Alignment Method. 30
Springer-Verlag, Germany, 2004
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cancellazione, inserimento, riordinamento. Ad ognuna di queste azioni 
viene attribuito uno specifico coefficiente, detto anche peso, che ha la 
funzione di determinare l’importanza di un’azione rispetto a un altra. 
L’indice  SAM  è  quindi  generato  dalla  somma  dei  valori  assoluti  di 
queste azioni moltiplicate per il rispettivo peso:
c = cancellazione
r = riordinamento
i = inserimento
N = numero di operazioni
w = peso
Dsam = Nc *w + Nr*w + Ni*w                                        
                                    
La  differenza  che  intercorre  tra  due  sequenze  è  quindi  direttamente 
proporzionale  all’indice  SAM.  Implementare  questo  meccanismo 
all’interno  di  WUP  è  relativamente  semplice:  si  considerano  come 
sequenze i pattern di navigazione degli utenti con lo stesso meccanismo 
usato nello strumento Navigation storyboard.  A queste viene applicato 
l’algoritmo SAM, lasciando piena libertà al  valutatore nella  scelta  dei 
pesi  da  attribuire  alle  singole  azioni.  Ciò  è  motivato  dal  fatto  che 
l’importanza  delle  tre  diverse  azioni  possa  variare  in  relazione  alla 
tipologia di task proposto.
4.4 Tecnologie
Nel definire le tecnologie utilizzate nello sviluppo di MUSE è utile prendere 
in  esame  due  lati  distinti:  il  lato  client,  che  si  occupa  di  gestire  tutti  i 
meccanismi necessari alla guida degli utenti durante lo svolgimento dei task 
e  a  garantire  la  corretta  registrazione  degli  eventi,  e  il  lato  server,  che 
comprende  l’implementazione  del  server  di  valutazione,  del  proxy  e  del 
backend di valutazione. Riguardo il lato client, le tecnologie che entrano in 
 48
gioco sono quattro: il linguaggio Javascript, con il quale sono stati realizzati 
il logger e altri script che si occupano di generare le visualizzazioni dei dati 
rilevati, HTML5 per la struttura delle componenti aggiuntive, CSS3 per lo 
stile  di  presentazione  e  la  tecnologia  AJAX  per  la  gestione  della 
comunicazione asincrona. 
Per quanto riguarda il lato server dell’applicazione le tecnologie che entrano 
in gioco sono il linguaggio PHP, con il quale è stato realizzato il proxy, e il 
database Mysql.  Il  backend di amministrazione e gli  script necessari  alla 
visualizzazione dei dati registrati sono anch’essi realizzati in Javascript. 
4.5 Limiti
Come detto  in  precedenza,  lo  sviluppo di  WUP è  stato  condotto  in  due 
riprese. Una prima è stata dedicata quasi essenzialmente alla realizzazione 
di un’infrastruttura di base il più possibile robusta e affidabile, concentrando 
la maggior parte degli sforzi nella realizzazione del proxy e del sistema di 
logging. I risultati dei test condotti sulla prima versione hanno confermato le 
buone capacità con cui il software rende possibile la registrazione di una 
quantità  significativa  di  dati  ed  evidenziato  il  corretto  funzionamento 
dell’approccio  basato  su  proxy.  Questa  prima  versione,  sebbene  molto 
curata  dal  punto  di  vista  funzionale,  non  offriva  però  meccanismi  di 
visualizzazione adeguati, rendendo molto difficoltose le operazioni di analisi 
dei  dati  da  parte  dei  valutatori.  Un secondo intervento sul  software  si  è 
concentrato  sull’integrazione  di  sistemi  avanzati  di  visualizzazione  e  sul 
miglioramento di alcune tecnologie precedentemente implementate, come la 
visualizzazione  delle  timeline.  Questa  revisione  ha  visto  anche 
l’introduzione  di  alcuni  strumenti  di  analisi  e  innovative  tecnologie  di 
analisi  automatica.  In  altre  parole,  è  stato  ampiamente  dimostrato  come, 
procedendo sulla base dell’ottima infrastruttura proposta nella prima release 
del programma, sia possibile estendere in modo praticamente illimitato le 
potenzialità di questo strumento di valutazione remota.  
Partendo da questo presupposto, anche lo sviluppo di MUSE ha visto nelle 
su  fasi  un  obiettivo  generale  di  miglioramento  delle  tecniche  di 
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presentazione  dei  dati,  sfruttando  innovativi  strumenti,  come  librerie 
javascript, framework e template.
Per operare queste modifiche è stata necessaria una lunga fase di  analisi 
condotta  utilizzando  l’ultima  versione  di  WUP,  grazie  alla  quale  è  stato 
possibile  identificarne  limiti  e  ridondanze.  Possiamo  suddividere  le 
problematiche riscontrate nel tool in due macrogruppi: limiti funzionali e di 
carattere visuale.
4.5.1 Limiti di carattere funzionale
• Touch gestures: un primo, evidente difetto riscontrato in WUP riguarda 
la tipologia e il numero assoluto di eventi touch rilevabili. Questi aspetti, 
in riferimento alla rapida evoluzione dei supporti  e dei meccanismi di 
rilevamento proposti negli ultimi anni, sono apparsi non sufficienti allo 
scopo di rappresentare un quadro chiaro delle interazioni degli utenti con 
modalità di input basate sul tocco. Un esempio concreto è rappresentato 
dalla  categorizzazione  eccessivamente  semplificata  delle  modalità  di 
tocco: 
                       
Durante le fasi di sviluppo di MUSE, è apparsa chiara la necessità di 
aumentare in modo significativo il livello di dettaglio di questa categoria, 
introducendo  un  sistema  di  rilevamento  più  raffinato.  Eventi  specifici 
come tap, doubletap, pan e swipe, hanno infatti caratteristiche e funzioni 
decisamente eterogenee. Non distinguerli  significa non poter fornire al 
valutatore un’informazione sufficientemente precisa ai  fini  dell’analisi. 
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Vedremo in seguito come, grazie all’introduzione di nuove tecnologie, 
MUSE sia in grado di gestire al meglio queste distinzioni.
• Mancanza  di  informazioni:  strettamente  legata  all’eccessiva 
generalizzazione  degli  eventi  vista  in  precedenza,  è  stata  notata  la 
mancanza  di  informazioni  ritenute  essenziali  per  avere  un’idea  della 
chiara  collocazione  di  una  serie  di  eventi  sull’interfaccia  oggetto  di 
studio. Informazioni come le coordinate di uno specifico evento non sono 
state  contemplate  al  momento  della  creazione  dei  file  di  log,  di 
conseguenza  non  esiste  un  meccanismo  di  storage  di  questo  tipo  di 
informazione  all’interno  del  database.  Vedremo  in  seguito  come 
l’inserimento di queste informazioni possa garantire un maggior livello di 
dettaglio e aiuti a identificare graficamente le sequenze di eventi generate 
dagli utenti. 
4.5.2 Limiti di carattere visuale
Sebbene la seconda versione di WUP integri una serie di interessanti novità 
in  ambito  di  visualizzazione  dei  dati  e  un’interfaccia  sicuramente  più 
amichevole  rispetto  al  suo  predecessore,  sono  state  individuate  alcune 
problematiche legate all’usabilità dell’interfaccia e degli strumenti di analisi 
proposti.
• Interfaccia  generale  e  timeline  comparator:  la  sezione  principale 
presentata nel backend di amministrazione di WUP rappresenta l’area di 
lavoro principale con cui il valutatore deve confrontarsi. Questa ospita le 
timeline,  disposte  verticalmente  in  ordine  cronologico  e  una  serie  di 
funzioni richiamabile da un menù orizzontale posto nella parte superiore 
della pagina. Il numero degli elementi visualizzati in questa interfaccia è 
eccezionalmente alto, e potenzialmente caotico. 
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È apparsa quindi evidente la necessità di razionalizzare lo spazio della 
pagina, ma soprattutto operare una netta semplificazione nel numero di 
controlli e degli elementi visualizzati. 
• Operazioni  sulle  timeline:  la  gestione  delle  timeline  è  apparsa 
macchinosa e poco gestibile. Le funzionalità di zoom e drag proposte non 
sono  sembrate  sufficienti  a  garantire  un  controllo  efficace  su  questi 
elementi. L’interattività con le etichette rappresentanti gli eventi di una 
singola timeline è inoltre quasi del tutto assente. Un altro aspetto negativo 
legato alla visualizzazione degli eventi su timeline riguarda la poco chiara 
corrispondenza  tra  evento  e  relativo  timestamp.  Le  etichette  sono 
scollegate rispetto alla linea temporale, appare pertanto difficile collocare 
uno o un insieme di eventi in un preciso riferimento temporale. 
• Confronto  tra  timeline  difficoltoso:  uno  degli  aspetti  peculiari  che 
motivano l’utilizzo di timeline disposte orizzontalmente è la possibilità di 
avere un immediato riscontro visuale delle differenze che intercorrono tra 
le diverse sequenze di eventi. Questa operazione appare semplice se si 
confrontano le prime due o al massimo tre timeline. Quando il numero di 
questi  elementi  cresce,  in  relazione  al  numero  di  utenti  (e  quindi  di 
sessioni)  relative  a  un  task,  il  confronto  diretto  diventa  quasi 
impraticabile.  La seconda versione di  WUP introduce la  possibilità  di 
cambiare  l’ordine  delle  timeline  manualmente,  effettuando il  drag del 
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blocco contenitore da una posizione più distante a una più vicina rispetto 
alla timeline ottimale, posta al top della pagina. In fase di test,  questa 
operazione è apparsa estremamente difficoltosa. 
• Interfaccia  non responsive:  di  minore  importanza  in  riferimento  alle 
funzionalità  del  programma,  ma  comunque  un  difetto  di  design  non 
trascurabile,  è  l’incapacità  dello  strumento  di  ottimizzare  la  sua 
visualizzazione a seconda del dispositivo utilizzato. Per un valutatore può 
essere  particolarmente  utile  affidarsi  a  dispositivi  come  tablet  o 
smartphone  per  visualizzare  dati  in  modo  più  rapido  e  in  diverse 
situazioni. 
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5. Mobile Usabilty Smell Evaluator (MUSE)
Lo  sviluppo  di  WUP  ha  rappresentato  un  significativo  contributo  nel 
panorama degli studi remoti di usabilità, principalmente per il meccanismo 
basato su proxy, che consente una notevole estensione del servizio, e per le 
innovative metodologie di visualizzazione dei dati. L’idea di proseguire la 
strada  tracciata  da  WUP  è  nata  sia  dalla  volontà  di  superare  alcune 
limitazioni rilevate durante le fasi di test, sia dalla necessità di aggiornare le 
componenti  dello  strumento  di  analisi,  con  lo  scopo  di  allinearlo  alle 
caratteristiche  dei  dispositivi  di  ultima  generazione.  MUSE  tuttavia  non 
rappresenta  il  semplice  aggiornamento  di  un  programma  esistente,  ma 
presenta alcune caratteristiche innovative che lo distinguono dalla maggior 
parte dei dispositivi di analisi remota attualmente disponibili.  
È possibile suddividere le attività di sviluppo di MUSE in due parti distinte: 
un  primo  gruppo  riguarda  la  revisione  delle  componenti  strutturali  del 
programma  e  l’introduzione  di  funzionalità  aggiuntive,  l’altro  riguarda 
invece le operazioni di restyling dell’interfaccia e l’introduzione di nuove 
metodologie di visualizzazione dei dati. 
Prima di  procedere con la  fase di  sviluppo di  MUSE sono stati  presi  in 
esame alcuni approcci alternativi. La letteratura dedicata agli strumenti di 
valutazione automatica identifica principalmente tre tipologie di strumenti:
• strumenti client-side: si basano sull’introduzione di codice preposto alla 
cattura  dei  dati  direttamente  all’interno  dell’applicazione  esaminata. 
Questa metodologia garantisce grande precisione e un ampio livello di 
dettaglio,  ma presenta il  chiaro svantaggio costituito dalla necessità di 
inserire  manualmente  il  codice  all’interno  dell’applicazione.  Dal 
momento che questa operazione non è sempre possibile, questo approccio 
può potenzialmente rappresentare una forte limitazione. 
• strumenti server-side: la tecnologia server side si basa sull’analisi dei log 
presenti sul web server. Attraverso questa analisi è possibile ricostruire a 
grandi  linee  il  percorso  di  navigazione  degli  utenti,  ma  si  perde 
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inevitabilmente qualsiasi tipo di informazione relativa agli eventi generati 
in  tempo  reale.  Attraverso  questa  metodologia  non  è  infatti  possibile 
catturare gli eventi generati dall’utente attraverso il browser.
• strumenti basati su proxy: questo approccio rappresenta un ibrido fra le 
due tecniche precedentemente descritte. Utilizzando un proxy che assuma 
una funzione di intermediario fra client e server, è possibile modificare gli 
header  di  richiesta  e  risposta,  aggirando  i  controlli  cross-origin  e 
permettendo l’inserimento di codice arbitrario. 
La tipologia proxy-based, sebbene presenti alcune problematiche legate a 
ritardi nelle risposte ed eventuali errori di riscrittura, rappresenta un metodo 
molto  efficace  per  estendere  l’analisi  a  tutti  i  tipi  di  applicazione  web 
esistenti. Non è richiesta al valutatore alcuna attività aggiuntiva rispetto alla 
progettazione di un test di usabilità, men che meno la necessità di realizzare 
un’applicazione ad hoc per condurre gli esperimenti. 
Per  questi  motivi,  questa  architettura,  già  presente  in  WUP,  è  stata 
mantenuta anche in MUSE. 
5.1 Modifiche strutturali
In  questo  paragrafo  saranno  elencate  le  modifiche  apportate  ad  alcune 
componenti  strutturali  del  programma.  Queste  modifiche  si  sono  rese 
necessarie  al  fine di  risolvere alcuni  errori  riscontrati  in  fase di  debug e 
ottimizzare il sistema per condurre alcune innovative tipologie di analisi. 
5.1.1 Logger
Il  logger  rappresenta la  componente essenziale  per  intercettare gli  eventi 
generati  dal  browser  e  inviarli  al  server  per  l’analisi.  Come  detto  in 
precedenza,  il  codice  utilizzato  in  WUP presentava  alcuni  limiti  legati 
all’identificazione  degli  eventi  generati  da  dispositivi  mobili.  MUSE, 
ponendosi come obiettivo principale l’ottimizzazione dell’analisi automatica 
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proprio su questo tipo di supporti, necessitava di un sistema di rilevamento 
più avanzato. Per questo motivo è stato scelto di introdurre all’interno del 
codice una libreria javascript dedicata specificamente al riconoscimento di 
un’ampia gamma di touch gestures. La scelta è ricaduta su Hammer.js .  31
Hammer  si  presenta  come  una  libreria  javascript  leggera  e  versatile, 
particolarmente utile per estendere il numero degli eventi registrabili. Questi 
si dividono in:
• Tap: rappresenta il singolo tocco di un puntatore sull’interfaccia. 
• Pan: evento rilevato quando è presente uno spostamento in una specifica 
direzione
• Pinch:  evento  rilevato  quando  due  puntatori  si  muovono  in  direzioni 
opposte.  Questo  evento  è  associabile  a  tutte  le  attività  di  zooming 
dell’interfaccia (pinch to zoom). 
• Press: rilevato a seguito della pressione di un puntatore 
• Rotate:  come  nel  caso  dell’evento  pinch  analizza  a  presenza  di  due 
puntatori. È rilevato nel momento in cui questi compiono un movimento 
circolare
• Swipe: simile all’evento pan, ma di durata limitata e velocità maggiore
 La libreria Hammer consente di specificare una serie di opzioni relative ad 
ogni  singolo evento.  Per  rilevare alcune tipologie di  interazione è  infatti 
necessario  definire  delle  specifiche  soglie,  che  definiscano  un  intervallo 
all’interno  del  quale  l’evento  risulti  rilevabile  o  meno.  Un  esempio  è 
rappresentato  dall’evento  swipe:  per  essere  distinto  dall’evento  pan deve 
rispettare  una  specifica  soglia,  detta  velocity,  rappresentante  la  rapidità 
nell’esecuzione. Altri eventi, come press, necessitano la definizione di più 
soglie. In questo caso, per verificare che l’evento indichi una pressione e 
non un singolo tocco è necessario definire un intervallo minimo di tempo 
(espresso in millisecondi) e un limite spaziale, che indichi un’area entro la 
quale l’evento non rappresenti uno spostamento. 
Grazie  alla  definizione estremamente  specifica di  questi  eventi,  il  logger 
implementato  in  MUSE  consente  di  rilevare  con  una  precisione  molto 
 http://hammerjs.github.io31
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maggiore  il  tipo  di  interazione  che  un  utente  intraprende  utilizzando  un 
dispositivo mobile. 
L’implementazione  di  Hammer.js  all’interno  di  MUSE  avviene 
essenzialmente in tre fasi:
- Creazione di un’istanza dell’oggetto Hammer.Manager:
var hammer = new Hammer.Manager(element);
Dove element rappresenta un parametro corrispondente all’elemento 
su cui Hammer andrà ad operare. Nel caso di MUSE l’intera interfaccia è 
interessata, di conseguenza la variabile element sarà associata 
all’intero documento:
var element = document.body;
- Creazione di recognizer specifici per ogni singolo evento: 
// Setting tap recognizers
var singleTap = new Hammer.Tap({
event : 'singletap'
});
var pinchStart = new Hammer.Pinch({
event : 'pinchstart',
pointers : 2,
treshold : 1
});
Creando una serie di istanze dell’oggetto Hammer.manager è possibile 
quindi estendere la classe Recognizer con una serie di eventi interessanti 
ai fini dell’analisi.
- Creazione di handler specifici per ogni singolo evento:
hammer.on("pinch", function(ev) {
    callback function
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});
Attraverso il metodo .on di Hammer.js è possibile creare un handler 
specifico per uno o più eventi. Il metodo accetta anche parametri 
multipli, di conseguenza è possibile inserire più eventi in un unico 
handler:
hammer.on(“tap swipe pinch press", 
function(ev) {
    callback function
});
Il  grande  vantaggio  offerto  da  Hammer.js  non  si  limita  alla  capacità  di 
intercettare e gestire in modo estremamente efficace un significativo insieme 
di  eventi  touch.  Questa  libreria  infatti  in  grado  di  registrare  un  numero 
impressionante di informazioni dettagliate  su ogni singolo evento, come 32
durata, distanza, velocità, direzione o intensità:
L’alto livello di dettaglio reso possibile da questo strumento si è rivelato 
estremamente utile in fase di analisi, e ha permesso di identificare sequenze 
di eventi con un’accuratezza significativamente maggiore rispetto al logger 
del  predecessore  WUP.  Vedremo  in  seguito  come  queste  informazioni 
 http://hammerjs.github.io/api/#event-object32
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dettagliate  si  siano  rivelate  essenziali  nel  riconoscimento  di  sequenze  di 
eventi indicatori di problemi di usabilità.
Un’altra importante modifica apportata nel logger di MUSE è rappresentata 
dall’inserimento di alcune informazioni aggiuntive all’interno della struttura 
dei log. La sestupla utilizzata nel logger originale è stata infatti estesa con 
ulteriori campi: 
• pos x, pos y: rappresentano i dati relativi alle coordinate dei puntatori
• attr: rappresenta l’eventuale attributo relativo agli oggetti del dom con i 
quali interagisce l’utente. È utile ad esempio nel caso in cui sia necessario 
distinguere la tipologia i un campo di input 
• ticket_id,  task_id:  sono le informazioni relative ai  ticket  assegnati  alle 
singole sessioni
• is_custom:  di  tipo  boolean,  stabilisce  se  il  record  corrisponde  ad  un 
evento custom, creato ad hoc dal valutatore
Rispetto alla struttura a sei elementi utilizzata in WUP, otteniamo quindi un 
record di questo tipo:
<timestamp, element, id, event, which, extra, attr,  
 pos x, pos y, ticket_id, task_id, is_custom> 
Ulteriori  interventi  nello  script  di  logging  hanno  inoltre  riguardato  la 
risoluzione del problema relativo all’eccessiva proliferazione di alcuni tipi 
di evento. In particolare, nelle fasi di test condotte utilizzando WUP, è stato 
rilevato un numero di eventi mousemove eccezionalmente alto. Lo stesso 
problema  si  verificava  in  corrispondenza  degli  eventi  di  movimento 
realizzati  su  interfacce  basate  su  tocco.  È  apparsa  dunque  evidente  la 
necessità di introdurre un sistema di filtraggio orientata a limitare il numero 
di  eventi  registrati.  Per  apportare  questa  modifica  è  stato  necessario 
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confrontare i timestamp relativi ai singoli eventi appartenenti alle categorie 
mousemove  e touchmove,  e filtrare tutti gli eventi generati a una distanza 
minore di 500 ms gli uni dagli altri. In altre parole tutti gli eventi di una 
stessa categoria disposti a intervalli eccessivamente bassi. Apportare questo 
tipo di modifica si è rivelato utile non solo per ridurre il carico eccessivo di 
dati registrati sul database, ma anche per ottimizzare la visualizzazione dei 
dati sulle timeline.
5.1.2 Modello di dati
Le modifiche apportate al modello di dati di WUP sono state motivate dalla 
necessità di estendere la struttura dati in modo da ospitare una serie di dati 
aggiuntivi,  fondamentali  per  la  corretta  implementazione  delle  nuove 
funzionalità introdotte in MUSE. Confrontiamo ad esempio le tabelle dei 
due database corrispondenti ai log:
Come si può notare confrontando il database di WUP (a sinistra) e quello di 
MUSE  (a  destra),  all’interno  della  tabella  sono  state  inserite  alcune 
informazioni  aggiuntive.  In  questo  caso  specifico,  le  coordinate  riferite 
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all’esatta  posizione  dell’interfaccia  in  cui  è  stato  scatenato  l’evento 
estendono la struttura della tabella di log (pos_x, pos_y). 
5.2 Rilevamento del contesto d’uso
Nell’ottica di realizzare uno strumento capace di registrare elementi relativi 
al comportamento di un utente, può essere utile introdurre un meccanismo 
in grado di rilevare, a fianco degli eventi di interazione con un dispositivo, 
una serie di informazioni aggiuntive, utili a ricostruire il contesto d’uso nel 
quale l’utente sta portando a termine la sua attività. Uno degli aspetti che 
caratterizza  maggiormente  i  dispositivi  mobili  rispetto  ai  classici  sistemi 
desktop è la possibilità di utilizzare applicazioni in un contesto dinamico, 
come camminare, correre, o più in generale muovendo il dispositivo da una 
posizione a un altra senza interrompere l’esecuzione della propria attività.  
Praticamente tutti i dispositivi mobili di ultima generazione integrano al loro 
interno una serie di sensori preposti all’identificazione di questi movimenti. 
In fase di sviluppo è stato quindi deciso di sfruttare queste caratteristiche per 
affinare maggiormente il livello di analisi comportamentale.  
Esistono  due  modi  differenti  per  determinare  lo  spostamento  di  un 
dispositivo nello spazio: il primo è rappresentato dall’utilizzo del sistema 
GPS  integrato  nel  dispositivo,  che  offre  la  possibilità  di  visualizzare  e 
registrare le coordinate esatte in cui esso si trova. Una seconda possibilità è 
invece offerta  dal  sensore  di  accelerazione,  o  accelerometro,  in  grado di 
rilevare le sollecitazioni a cui è soggetto un dispositivo mentre viene mosso 
nello spazio. In MUSE sono stati di conseguenza proposte due metodologie 
di analisi basate rispettivamente sull’utilizzo di questi due sensori. 
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5.2.1 Rilevamento basato su GPS
Le API  relative  ai  metodi  di  riconoscimento  delle  coordinate  GPS sono 
definite come standard w3c dal 2013 , e offrono la possibilità di rilevare in 33
modo estremamente semplice la posizione di un dispositivo. I meccanismi 
di accesso sono essenzialmente due:
- Metodo  getCurrentPosition():  accede  ai  dati  relativi  alla 
posizione corrente
-  Metodo  watchPosition():  accede  ai  dati  relativi  alla  posizione 
corrente aggiornandoli nel tempo qualora la posizione cambi
Le caratteristiche del  secondo metodo watchPosition() si  prestano 
agli  obiettivi  preposti:  registrando  la  variazione  del  dato  relativo  alle 
coordinate spaziali è possibile stabilire se l’utente si stia muovendo o meno 
in uno specifico intervallo di tempo. 
È importante  sottolineare  il  fatto  che  MUSE non tenga in  memoria  dati 
relativi alle coordinate dell’utente, ma si limiti a stabilire se è presente o 
meno un movimento in corrispondenza dell’esecuzione di un task.
5.2.2 Rilevamento basato su accelerometro
Il sistema di rilevamento basato su GPS presenta tuttavia una limitazione: è 
disponibile esclusivamente in un ambiente aperto. È stato scelto di proporre 
un meccanismo alternativo nei casi in cui non fosse possibile accedere ai 
dati  relativi  alle  coordinate  spaziali.  Il  sensore  di  accelerazione  offre  la 
possibilità di registrare una serie di dati relativi alle forze che agiscono sul 
dispositivo. Queste sono così suddivise:
- alpha: accelerazione su asse y, rappresentante movimento orizzontale
- beta: accelerazione su asse x, rappresentante movimento laterale
- gamma: accelerazione su asse z, rappresentante movimento verticale
http://www.w3.org/TR/geolocation-API/
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Il  metodo  deviceorientation()  consente  di  registrare  la 34
variazione di questi valori in un dato intervallo di tempo. Analizzando le 
variazioni di questi valori in uno specifico intervallo di tempo è possibile 
identificare  uno specifico pattern di  movimento.  Attraverso alcuni  test 
condotti in laboratorio con l’applicazione Accelerometer Data Reader  è 35
 http://www.w3.org/TR/orientation-event/34
 Accelerometer Data Reader: https://play.google.com/store/apps/details?id=singh.pal.ajeet35
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stato  possibile  rilevare  un  pattern  identificativo  dell’attività  di 
camminamento:
Utilizzando  il  pattern  registrato  come  modello  è  stato  possibile 
confrontarlo  con  i  dati  reali  relativi  al  movimento  del  dispositivo 
generato dall’utente.
In fase di test è stato verificata la possibilità di rilevare correttamente gli 
spostamenti degli utenti in ambiente indoor, tuttavia dal momento che le 
specifiche  del  w3c  relative  a  deviceorientation()  non 
rappresentano ancora uno standard definito non è stato possibile ottenere 
risultati  soddisfacenti  su  tutti  i  dispositivi  analizzati.  Questo  tipo  di 
analisi necessita di conseguenza un’ulteriore fase di sviluppo.
5.3 Visualizzazione
Come  anticipato  nel  paragrafo  4.5,  una  fase  di  analisi  condotta  con  lo 
strumento  WUP  ha  confermato  diversi  limiti  legati  all’usabilità  del 
programma in fase di valutazione dei risultati. 
L’idea alla base della realizzazione delle componenti di WUP era quella di 
includere all’interno di un’unica interfaccia un’ampia serie di strumenti di 
analisi: una sezione centrale destinata ad ospitare le timeline e una serie di 
strumenti  di  analisi  attivabili  da  un  menù  orizzontale.  Un  numero  di 
componenti  forse  eccessivamente  alto  ha  prodotto,  in  fase  di  test,  un 
eccessivo livello di complessità in fase di lettura e analisi di dati. 
Durante lo sviluppo di MUSE è stata dunque presa in forte considerazione 
l’idea di un restyling completo dell’interfaccia, motivata sia dalla necessità 
di agevolare la visualizzazione delle nuove componenti funzionali, sia dal 
desiderio  di  migliorare  l’esperienza  del  valutatore.  In  questo  paragrafo 
saranno esaminate schematicamente le attività svolte a tale scopo.
5.3.1  Revisione  del  layout:  allo  scopo  di  ridisegnare  il  layout  dello 
strumento si è scelto di utilizzare un template HTML basato su Bootstrap , 36
 Preview e documentazione del template utilizzato sono disponibili all’indirizzo http://36
themeforest.net/item/clipone-bootstrap-3-responsive-admin-template/full_screen_preview/5881143
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con il duplice obiettivo di migliorare a livello grafico le diverse componenti 
dell’interfaccia  e  introdurre  un  approccio  di  responsive  design  al  tool. 
L’interfaccia di WUP non prevedeva alcun meccanismo di adattamento e 
ottimizzazione a dispositivi mobili come tablet o smartphone. Il framework 
Bootstrap  è  invece  nativamente  progettato  sulla  base  dei  principi  del 
responsive design. Questa particolarità ha agevolato in modo significativo le 
fasi  di  sviluppo  multi-dispositivo.  Vediamo  di  seguito  una  serie  di 
screenshot relativi alle diverse componenti del backend di amministrazione:
- Schermata di login:
- Lista delle valutazioni (evaluation list):
- Lista dei task (task list):
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- Sezioni overview e timeline: 
5.3.2  Le sezioni overview e timeline:  
Una  delle  operazioni  più  importanti  nel  processo  di  semplificazione 
dell’interfaccia di MUSE è costituito dalla separazione dell’area di lavoro in 
due sezioni distinte: timeline, che allo stesso modo di WUP ospita, disposte 
in  sequenza  temporale,  le  timeline  relative  alle  diverse  registrazioni,  e 
overview,  una sezione riassuntiva  che ospita  strumenti  di  visualizzazione 
come grafici a torta, istogrammi e tabelle riassuntive. L’idea di realizzare 
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una pagina dedicata esclusivamente agli aspetti analitici del programma è 
nata  a  seguito  delle  difficoltà  riscontrate  in  WUP nella  fase  di  lettura  e 
analisi dei dati. 
Analizziamo nel dettaglio le diverse componenti delle due sezioni:
5.3.2.1 Sezione overview
- Informazioni sul task (pannello task info): questo pannello riassume le 
informazioni essenziali relative al task corrente. 
- Distribuzione dei sitemi operativi, dei browser e dei dispositivi utilizzati 
durante i test (device information): rappresentati attraverso dei pie charts, 
in questa sezione vengono riepilogati in modo efficace i diversi sistemi 
operativi, i dispositivi e i browser utilizzati dagli utenti nella fase di test.
- Riepilogo e distribuzione degli eventi generati nel task (event survey): il 
pannello  event  survey  rappresenta  attraverso  un  istogramma  la 
distribuzione  degli  eventi  generati  durante  il  task  corrente.  Attraverso 
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questa  rappresentazione  il  valutatore  ha  a  disposizione  una  visuale  di 
insieme  relativa  alle  tipologie  di  eventi  che  incidono  maggiormente 
all’interno del task.
- Riepilogo e distribuzione dei Bad Smell pattern all’interno del task (Bad 
smell survey): questo pannello riassume il numero e la tipologia dei 
problemi di usabilità rilevati.
-  Lista custom event (custom event survey): in questa sezione vengono 
riportati in formato tabulare gli eventi custom relativi ai rispettivi task. Se 
questi sono stati effettivamente scatenati dall’utente vengono etichettati 
assieme al relativo timestamp.
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- Riepilogo tempi di esecuzione task: un istogramma che riassume i tempi 
di esecuzione del task corrente.
5.3.2.2 Sezione timeline
La revisione delle  timeline  non ha  riguardato  solo  l’aspetto  estetico,  ma 
anche le caratteristiche funzionali di questo tipo di visualizzazione. L’idea di 
fondo è stata quella di incrementare il livello di interattività con la timeline e 
i componenti interni ad essa, e introdurre alcuni meccanismi di confronto 
più semplici e intuitivi. Anche in questa fase di sviluppo è stata presa in 
considerazione  la  possibilità  di  sfruttare  una  tecnologia  appropriata  per 
facilitare il processo di generazione delle timeline e la relativa gestione. La 
scelta  è  ricaduta  sulla  libreria  Timeline.js .  Questo  strumento  da  la 37
possibilità di generare dinamicamente sequenze di elementi disposti su una 
linea  temporale,  prendendo  come  sorgente  di  dati  degli  array  JSON 
opportunamente strutturati . 38
Vediamo di seguito un esempio di matrice di dati:
 Documentazione ed esempi di implementazione della libreria disponibili all’indirizzo: https://37
almende.github.io/chap-links-library/timeline.html
 Informazioni sui tipi di dati supportati dalla libreria: http://almende.github.io/chap-links-library/js/38
timeline/doc/#Data_Format
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var data = []; 
data[0] = [{ 
 'dbid' : 1, 
 'start' : new Date(2010, 7, 23, 1, 45, 0), 
 'content' : '<i class="clip-search-3">Tap', 
 'title' : 'Tap', 
 'semantic' : '0', 
 'screenshot' : '' 
}, { 
 'dbid' : 2, 
 'start' : new Date(2010, 7, 23, 2, 0, 0), 
 'content' : '<i class="clip-earth"></i> Pageload', 
 'title' : 'Pageload', 
 'semantic' : '0' 
}, { 
 'dbid' : 3, 
 'start' : new Date(2010, 7, 23, 2, 45, 0), 
 'content' : '<i class="clip-spinner">Scroll', 
 'title' : 'Scroll', 
 'semantic' : '0' 
} 
Come si può notare dall’esempio, un array viene popolato da una serie di 
oggetti JSON contenenti diverse proprietà. In particolare:
• dbid: ovvero l’identificatore univoco dell’evento
• start: il timestamp riferito al momento in cui è stato scatenato 
l’evento
• content: la tipologia di evento registrato
• title: il nome associato all’evento
• semantic:  proprietà  che  indica  se  l’evento  è  un  semantica 
event o meno
Per fornire allo script di Timeline.js un input relativo ai dati reali è quindi 
sufficiente  incapsulare  all’interno  di  questa  struttura  i  dati  registrati 
precedentemente nel database, durante la fase di logging. Questa operazione 
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è facilitata dal fatto che i record inviati in modo asincrono al serve di MUSE 
sono già disposti sequenzialmente all’interno del database.  
Una volta integrata la nuova visualizzazione delle timeline è stato scelto di 
introdurre alcune funzionalità aggiuntive per ottimizzare alcune operazioni 
di confronto. Queste si dividono in:
Overlap/detatch:  come  riferito  nel  paragrafo  4.5,  uno  dei  principali 
problemi  di  visualizzazione  delle  timeline  era  costituito  dalle  difficoltà 
riscontrate nelle operazioni di confronto fra timeline. Queste problematiche 
risultavano  più  evidenti  all’aumentare  del  numero  di  sessioni,  e  di 
conseguenza di timeline, generate in una singola pagina. È stato verificato 
che  la  soluzione  proposta  attraverso  il  dragging  degli  elementi 
rappresentasse una soluzione inefficace e difficoltosa. Per questo motivo è 
stata introdotta la funzione overlap, che permette di sovrapporre tra loro due 
timeline,  quella  ottimale  e  una sequenza utente  scelta  arbitrariamente,  in 
modo automatico, sfruttando un effetto di animazione fornito da jQuery .39
Per attivare la funzione è sufficiente premere il pulsante overlap posto nella 
parte superiore del blocco contenente la timeline:
 Jquery animate: http://api.jquery.com/animate/39
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Una volta sovrapposte le due timeline, quella posta in primo piano viene 
modificata con lo scopo di rendere visibile quella sottostante, attraverso il 
cambio del  parametro opacity  del  relativo css.  Di seguito un esempio di 
timeline sovrapposte:
Come  si  può  notare  dall’immagine,  una  volta  sovrapposte  le  timeline  i 
controlli  vengono  modificati:  appaiono  nella  parte  superiore  i  pulsanti 
switch e detatch timeline. Il primo attiva la funzione switch_timeline, 
che si  occupa di portare la timeline posta in primo piano sullo sfondo e 
viceversa,  mentre  detatch_timeline  si  occupa  semplicemente  di 
riportare la timeline utente nella sua posizione originaria. 
Touch  to  zoom:  uno  dei  problemi  riscontrati  durante  l’utilizzo  delle 
timeline di WUP era rappresentato dalla difficoltà di effettuare uno scroll 
della pagina senza attivare le funzionalità di zoom delle singole timeline. 
L’area  corrispondente  a  queste  ultime  era  infatti  molto  sensibile  agli 
spostamenti del cursore, di conseguenza, a seguito di un’attività di scroll 
della  pagina,  finalizzata  alla  visualizzazione  delle  timeline  poste  più  in 
basso, veniva attivato sulle timeline uno zoom non richiesto dal valutatore. 
Per  ovviare  a  questa  problematica  è  stata  introdotta  la  funzione 
Touch_to_zoom: con questo accorgimento, per interagire con una singola 
timeline  è  necessario  fare  click  sull’area  corrispondente,  abilitando  le 
funzionalità di interazione. Nell’immagine seguente vediamo il dettaglio di 
una timeline selezionata:
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Modal: grazie all’introduzione di bootstrap all’interno del progetto, è stato 
possibile introdurre la possibilità di richiamare finestre di dialogo (chiamate 
appunto  modal )  a  seguito  dell’interazione  con  specifici  elementi  della 40
timeline. In questo modo è stato possibile raccogliere elementi funzionali 
all’interno  di  queste  finestre,  anziché  presentarli  all’interno  dell’area  di 
lavoro.  Questa  operazione  ha  permesso  di  guadagnare  molto  spazio  e 
definire  un’interfaccia  più  pulita  e  minimale.  Vediamo  in  dettaglio  le 
funzionalità connesse all’utilizzo delle modal: 
- Pannello  di  controllo  Bad  Smell: 
modal richiamabile dal pulsante activate 
smell inspector (cap.6):
 http://getbootstrap.com/javascript/#modals40
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- Screenshot:  modal  richiamabile  attraverso  il  click  su  una  thumbnail 
presente nella timeline, corrispondente agli eventi Pageview:
- Finestra di caricamento: un ultimo utilizzo della modal è riferito alla 
finestra di dialogo che informa il valutatore sul caricamento dei dati: 
Strumenti  di  controllo:  gli  strumenti  di  controllo  sono  stati  ridotti 
all’essenziale. Il Menu superiore di MUSE ospita infatti esclusivamente un 
sistema di filtraggio degli eventi, creato allo scopo di facilitare la lettura in 
caso di  eccessiva proliferazione di  elementi,  e  i  pulsanti  di  attivazione e 
reset del bad smell inspector:
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Il filtro eventi si presenta come un menù a selezione multipla:
Al fine di ottimizzare i controlli di zoom e trascinamento delle timeline anche su 
dispositivi  basati  su tocco sono stati  introdotti  dei  controlli  specifici  nella parte 
destra delle stesse timeline:
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Per  concludere,  osserviamo  alcune  immagini  di  confronto  della 
visualizzazione a timeline nelle tre differenti versioni. Al di la degli aspetti 
grafici,  è  possibile  notare  come  lo  spazio  delle  informazioni  sia  stato 
ottimizzato, e come l’inserimento di barre verticali in corrispondenza degli 
eventi aiuti a identificare con maggior precisione il timestamp relativo:
L’inserimento  di  thumbnail  relativi  alla  schermata  dell’applicazione 
forniscono  inoltre  al  valutatore  un  feedback  visivo  utile  a  comprendere 
l’esatta  posizione  dell’utente  in  corrispondenza  delle  visualizzazioni  di 
pagina (evento pageview), aspetto del tutto assente nelle precedenti versioni.
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6 Usability Bad Smells
Nell’ambito  dello  sviluppo di  sistemi  remoti  di  valutazione,  negli  ultimi 
anni si è delineata un’attività di studio orientata al rilevamento automatico 
di  sequenze  di  interazione  associabili  a  problemi  di  usabilità.  Questi 
problemi sono identificati nel gergo comune con il termine Usability Bad 
Smells.  Questo  tipo  di  problematiche  possono essere  generate  da  diversi 
fattori, riguardanti sia il design di un’applicazione che le funzionalità o la 
performance della stessa. 
Fondamentale  in  questo  tipo  di  analisi  è  una  fase  preliminare  di 
catalogazione dei problemi, un’attività di astrazione costruita sulla base di 
regole o linee guida stabilite in precedenti test o basandosi su dati rilevati 
testando direttamente singole pagine web. Vediamo un esempio tratto da  un 
recente contributo :  41
In questa tabella è possibile notare una serie di Bad Smell associati sia a 
determinate azioni dell’utente che a comportamenti anomali dell’interfaccia 
analizzata. 
L’intero processo di rilevazione di questi bad smell è strettamente legato al 
concetto di user behavior, ovvero il comportamento dell’utente, deducibile 
dall’analisi delle azioni effettuate per portare a termine uno specifico task. 
Grigera J., Garrido A., Rivero J.M. - A Tool for Detecting Bad Usability Smells in an Automatic Way. 
Springer International Publishing, 2014
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MUSE, come altri strumenti di valutazione visti finora, offre la possibilità di 
ricostruire,  tramite  un’opportuna  analisi  dei  log,  comportamenti  tipici 
all’interno di sequenze di interazione.  
Nell’ambito degli strumenti di valutazione automatica di usabilità sono da 
tempo  assodate  le  difficoltà  che  intercorrono  nel  tentativo  di  ricostruire 
dettagli  comportamentali .  È  però  altrettanto  vero  che  le  tecnologie 42
sviluppate negli ultimi anni sono state in grado di ampliare enormemente la 
qualità e la precisione dei dati registrati. Nello specifico caso di MUSE ad 
esempio,  la  tecnologia  offerta  dalla  già  citata  libreria  Hammer.js  ha 
permesso  di  superare  l’eccessiva  generalizzazione  delle  registrazioni 
condotte con altre tipologie di logger, aprendo la strada allo sviluppo di un 
metodo  avanzato  di  analisi.  Nei  paragrafi  seguenti  saranno  analizzati  i 
dettagli del background relativo a questo innovativo approccio di analisi e 
l’implementazione della nuova funzionalità all’interno di MUSE.
6.1 Background
Gli aspetti teorici su cui poggia l’ambito di ricerca dei bad usability smells 
si basano essenzialmente su due concetti chiave: il rilevamento dei problemi 
di  usabilità  (usability  issues),  e  l’identificazione  dei  comportamenti 
dell’utente (user behavior) connessi a tali problemi. L’approfondimento di 
tali concetti necessita uno specifico approccio, destinato rispettivamente ad 
identificare un’eventuale problematica esistente e collegare quest’ultima ad 
una  precisa  sequenza  di  azioni.  Si  esaminano di  seguito  nel  dettaglio  le 
attività connesse a queste due categorie:
• Problema di usabilità: con il termine si intende qualsiasi aspetto legato 
all’utilizzo  di  un’interfaccia  (o  una  caratteristica  della  stessa) 
responsabile  di  un  utilizzo  scorretto  o  scarsamente  funzionale  di 
un’applicazione soggetta ad esame. 
Vagner F., - WELFIT: A remote evaluation tool for identifying Web usage patterns through client-42
side logging, International Journal of Human-Computer Studies, Volume 76, April 2015, Pages 40–
49
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- Analisi dell’applicazione: una prima attività di analisi è necessaria per 
individuare  all’interno  di  una  o  un  insieme  di  applicazioni  eventuali 
problemi e malfunzionamenti. In questa fase possono essere individuati 
ad  esempio  link  non  funzionanti,  risorse  non  responsive,  contenuto 
ridondante  o  confusionario.  Il  valutatore  provvede  a  tenere  traccia  di 
questi aspetti, che ancora non costituiscono un vero e proprio problema di 
usabilità, ma una potenziale minaccia (usability threath).
- Catalogazione: durante la fase di catalogazione il valutatore provvede alla 
creazione di una lista di problematiche individuate, formalizzando così 
uno  schema  di  riferimento  necessario  alle  successive  fasi  di 
identificazione. 
- Identificazione: il valutatore propone in questa fase una metodologia per 
rilevare uno o più problemi di usabilità sulla base dei dati ottenuti in fase 
di logging. 
• Comportamento dell’utente: con il termine si intende una sequenza di 
azioni che l’utente intraprende durante l’utilizzo di un’applicazione. In 
fase  di  test,  l’analisi  di  queste  azioni  viene  isolata  nell’ambito  della 
risoluzione di uno specifico task.
- Analisi:  le  singole  azioni  compiute  dall’utente  vengono  analizzate 
esaminando le sequenze di eventi registrate tramite il logger e inserite in 
una base di dati
- Catalogazione:  il  valutatore  identifica  e  isola  pattern  di  eventi 
corrispondenti  all’attività necessaria per portare a termine un task.  Un 
esempio  di  pattern  può  essere  rappresentato  dalla  sequenza  di  eventi 
necessari  alla  compilazione  di  un  form,  alla  ricerca  di  una  specifica 
informazione o al caricamento di una determinata risorsa.
- Identificazione: questa fase è caratterizzata dall’implementazione di un 
sistema  automatico  di  identificazione  di  sequenze,  che  elabora  una 
matrice di dati precedentemente registrati. 
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Una volta  individuato  un  set  di  problemi  di  usabilità  è  quindi  possibile 
associarvi  un  determinato  comportamento  dell’utente,  costituito  da  una 
sequenza ordinata di azioni.  
La fase finale di definizione dei Bad Usability Smell è quindi costituita dalla 
descrizione  generale  di  un  problema  e  il  comportamento  atteso  (user’s 
expected behavior). Ciascun Bad Smell è in ultima istanza formalizzato con 
un nome identificativo, una definizione del problema, e la descrizione del 
comportamento  associato.  Vediamo  un  esempio  pratico  riferito  a  un 
ipotetico problema di usabilità:
Nome: Missing feedback
Descrizione del problema: durante l’utilizzo di un sito web un utente si 
aspetta un generico feedback in risposta a una o più azioni da lui 
compiute. Il sistema presenta però alcuni malfunzionamenti e potrebbe 
presentare comportamenti non previsti.  
 
Comportamento atteso: l’utente, non ricevendo alcun feedback a 
seguito di una specifica azione, ripete la stessa attività due o più volte.
L’Usability Smell ‘missing feedback’ verrà quindi rilevato ogni volta in cui 
all’interno  della  sequenza  di  azioni  utente  registrate  verrà  identificata  la 
ripetizione di una specifica azione. 
6.2 Definizione e rilevamento dei Bad Smell
Anche nel caso di MUSE la realizzazione dello strumento ha visto come 
fase preliminare un’attività di  astrazione finalizzata alla creazione di  uno 
schema di riferimento. Il modello dei Bad Smell adottato è sostanzialmente 
simile  a  quelli  visti  nel  cap.3  (Stato  dell’arte),  con  il  duplice  scopo  di 
mantenere una continuità in questo ambito di analisi e con la prospettiva di 
confrontare l’efficacia dello strumento proposto rispetto ad altri strumenti 
analoghi. 
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In  parallelo  all’attività  di  definizione  dei  Bad  Smell  è  stato  necessario 
identificare  la  metodologia  necessaria  al  rilevamento  delle  sequenze 
identificative.  In  fase  di  sviluppo  è  apparso  immediatamente  chiaro  che 
associare  a  un  Bad  Smell  un  semplice  pattern  sequenziale  di  eventi 
rappresentasse  un’eccessiva  generalizzazione  del  problema.  Test  condotti 
durante le fasi di sviluppo hanno dimostrato che è molto difficile rilevare, in 
riferimento  a  un  problema  di  usabilità,  sequenze  di  eventi  esattamente 
identiche.  I  comportamenti  degli  utenti  sono  infatti  estremamente 
eterogenei,  di  conseguenza  è  impossibile  associare  a  un  problema  di 
usabilità una sequenza esatta. Questo aspetto ha portato all’introduzione di 
una serie di parametri, destinati a facilitare il rilevamento di sequenze simili 
tra loro. Per ogni evento saranno quindi esplicitati i seguenti parametri:
- Numero  di  ripetizioni:  il  numero  totale  di  occorrenze  di  un 
determinato evento all’interno della sequenza. In fase di creazione di 
uno Smell può essere definito un numero arbitrario di occorrenze o un 
numero qualsiasi. Per rappresentare questa informazione è stato scelto 
di utilizzare il simbolo “*”.
- Direzione:  stabilisce  l’esatta  direzione  di  alcuni  tipi  di  evento  (es: 
panup, pandown, panleft, panright).
- Intervallo: definisce una soglia temporale che deve essere rispettata. 
La  soglia  rappresenta  il  tempo  minimo  che  intercorre  tra  l’evento 
corrente e il successivo.
In questa fase di sviluppo è stato identificato un totale di sei Usability Smell, 
riferiti principalmente a problematiche connesse a una cattiva progettazione 
delle applicazioni e design scarsamente funzionale. Nel dettaglio:
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1. Too Close Elements
Descrizione:  questo  Smell  è  caratterizzato  dalla  presenza  di  elementi 
della  pagina  eccessivamente  vicini  tra  loro.  Un  esempio  può  essere 
rappresentato da una serie di link molto vicini.
Comportamento atteso: per visualizzare il contenuto in modo efficace 
l’utente è costretto ad operare una serie di azioni complesse, allo scopo 
di  ridimensionare  il  contenuto.  In  particolare  uno o  più  eventi  pinch, 
effettuati allo scopo di ridimensionare una specifica sezione, un numero 
indefinito  di  eventi  pan,  per  ottimizzare  il  posizionamento  e   una 
sequenza finale di eventi finalizzati all’interazione finale con l’elemento.
Sequenza di identificazione: PINCH(*) + PAN(*) + TAP + FOCUSIN
2. Too Close Elements (2)
Descrizione:  questa  problematica è  analoga a  Too Close Element  ma 
identificata da una sequenza di azioni differente.
Comportamento  atteso:  l’utente,  interagendo con  un  set  di  elementi 
eccessivamente ravvicinati, commette un errore, ed è costretto a tornare 
sui suoi passi eseguendo nuovamente l’operazione.
Sequenza  di  identificazione:  TAP(*)  +  BEFOREUNLOAD  + 
PAGEVIEW + BEFOREUNLOAD + PAGEVIEW
3. Distant Content 
Descrizione: contenuti della pagina la cui visualizzazione o interazione 
è fondamentale ai  fini  della corretta esecuzione del  task sono disposti 
nella pagina a una distanza eccessiva gli uni dagli altri.
Comportamento  atteso:  l’utente  è  costretto  ad  effettuare  un  numero 
significativamente  alto  di  azioni  di  scroll  della  pagina  prima  di 
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visualizzare o interagire con il  contenuto desiderato.  Tra un azione di 
scroll e l’altra non devono intercorre più di 0,3 secondi. Questo valore è 
infatti impostato come soglia, con lo scopo di migliorare l’identificazione 
di eventi rapidi e consecutivi. 
Sequenza di identificazione: SCROLL (n > 5)
4. Bad Interaction
Descrizione:  una  sezione  le  cui  dimensioni  appaiono  eccessivamente 
ridotte necessita un azione specifica per l’ingrandimento. 
Comportamento atteso: per ingrandire la sezione l’utente effettua un 
doppio tap, per poi continuare l’attività. Questa azione è rilevata come 
non necessaria ai fini dell’esecuzione del task, ma l’utente è costretto a 
metterla in pratica per facilitare l’operazione sull’interfaccia.
Sequenza di identificazione: DOUBLETAP(*) + RESIZE(*) + PAN(*) 
+ TAP(*)
5. Bad Readability
Descrizione: questo smell rappresenta le difficoltà incontrate dall’utente 
durante  a  lettura  di  un  contenuto  testuale.  Questo  caso  è  verificabile 
durante l’interazione con blocchi di testo il cui carattere è eccessivamente 
piccolo o l’interlinea è eccessivamente bassa.
Comportamento  atteso:   l’utente  intraprende  una  serie  di  azioni 
finalizzate ad ottimizzare le dimensioni del carattere e/o la posizione del 
blocco di testo per facilitare la lettura.
Sequenza di identificazione: PINCH(*) + PAN(*) + PANDOWN( n>3)
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6. Long Form
Descrizione:  questo  smell  è  caratterizzato  dalla  presenza  di  un  alto 
numero  di  campi  input,  considerato  eccessivo  ai  fini  di  una  buona 
usabilità su dispositivi mobili.
 
Comportamento atteso: l’utente porta a termine una sequenza di eventi 
focus superiore a una determinata soglia. 
Sequenza di identificazione: (TAP + FOCUSIN + FOCUSOUT  (n> 5))
6.2.1 Struttura XML
Per la definizione dei pattern è stato scelto di utilizzare il linguaggio XML. 
Di seguito un esempio di struttura:
<pattern>
<patternName>TooCloseElements</patternName>
                
               <event>
<eventTitle>pinch</eventTitle>
               <direction>*</direction>
<repnumber>*</repnumber>
<interval>PT1S</interval>
<extrainfo>targetElement</extrainfo>
</event>
<event>
<eventTitle>pan</eventTitle>
              <direction>left</direction>
<repnumber>*</repnumber>
<interval>PT8S</interval>
<extrainfo>targetElement</extrainfo>
</event>
         <event>
<eventTitle>tap</eventTitle>
               <direction>*</direction>
<repnumber>1</repnumber>
<interval>PT5S</interval>
<extrainfo>targetElement</extrainfo>
</event>
                <event>
<eventTitle>focusin</eventTitle>
               <direction>*</direction>
<repnumber>1</repnumber>
<interval>PT10S</interval>
<extrainfo>targetElement</extrainfo>
</event>
                
</pattern>
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Ogni sequenza relativa a un Bad Smell è definita dal tag <pattern>, che 
a sua volta contiene una sequenza di tag <event>. All’interno di questo 
tag  i  parametri  rappresentanti  il  numero  di  ripetizioni,  la  direzione  e  la 
soglia  temporale  sono  definiti  rispettivamente  dai  tag  <repnumber>, 
<direction> e <interval>. Il campo <extrainfo> è destinato a 
contenere alcune informazioni aggiuntive riferite all’elemento su cui è stato 
scatenato l’evento. La scelta di utilizzare questo linguaggio per formalizzare 
le  sequenze  dei  Bad  Smell  è  motivata  dalla  semplicità  d’uso  e  di 
interpretazione  dello  schema.  Definire  i  Bad  Smell  all’interno  di  un  file 
esterno  al  codice  preposto  all’esecuzione  di  MUSE  permette  inoltre  di 
modificare la struttura o inserire nuove sequenze in qualsiasi momento. Il 
valutatore è di conseguenza libero di modificare i pattern di identificazione 
in qualsiasi sulla base delle proprie esigenze di analisi.  Questa soluzione 
rende il programma particolarmente flessibile.
6.2.2 Algoritmo di identificazione
Una volta creata la metodologia per definire le sequenze Bad Smell è stato 
necessario  studiare  un  algoritmo  preposto  all’identificazione  dei  pattern 
all’interno delle sequenze di interazione degli utenti. Come visto nei capitoli 
precedenti, i dati relativi alle attività vengono inviati sotto forma di log a un 
database,  che  registra  sequenzialmente  tutti  gli  eventi  e  le  relative 
informazioni.  I  Bad  Smell  pattern  rappresentano  essenzialmente  una 
sottoinsieme della macro sequenza rappresentata dal susseguirsi  di eventi 
registrati nel database.  
Il meccanismo che consente di rintracciare sottosequenze all’interno di un 
vettore di elementi è chiamato pattern matching, e non presenta particolari 
difficoltà nel momento in cui si ha a che fare con insiemi finiti di elementi e 
sottosequenze  lineari.  Il  caso  presentato  in  MUSE  appare  però  più 
complesso  per  due  fattori:  l’inserimento  della  soglia  temporale  e  la 
possibilità  di  accettare  come  componenti  di  alcuni  pattern  un  insieme 
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indefinito di elementi.  Si  prenda ad esempio la sequenza Bad Smell  Too 
Close Elements: 
PINCH(*) + PAN(*) + TAP + FOCUSIN
La sequenza così descritta non prevede un numero esatto di occorrenze degli 
eventi pinch e pan, ma ne accetta un numero indefinito. L’algoritmo dovrà 
quindi essere istruito a valutare questa condizione.
Per gestire questa particolare situazione l’algoritmo ottimizza il set di dati 
disponibili operando una suddivisione preliminare: la tabella di log presente 
nel  database  viene  partizionata  sulla  base  dell’evento  iniziale  di  ogni 
sequenza.  L’algoritmo  procede  quindi  all’analisi  sequenziale  di  tutti  gli 
eventi successivi, verificandone l’attendibilità in base ai parametri definiti 
nello schema XML. Ogni volta che viene rilevato un evento idoneo questo 
viene memorizzato all’interno di una struttura dedicata. Nel momento in cui 
una delle condizioni non fosse rispettata, questa struttura viene eliminata, e 
l’algoritmo procede con l’analisi degli eventi successivi.  Si esaminano di 
seguito nel dettaglio i passi dell’algoritmo:
• Partizionamento della tabella Log sulla base della tipologia di evento
• Rilevamento  dei  log  corrispondenti  al  primo  evento  di  una  sequenza 
descritta nello schema
• Controlli:
- se  l’evento  immediatamente  successivo  nella  sequenza  non  è 
definito (non fa parte della sequenza descritta nello schema), viene 
messo in memoria per un successivo controllo
- se l’evento successivo è definito (fa parte della sequenza descritta), 
l’algoritmo verifica se è immediatamente successivo a una sequenza 
valida e se soddisfa i criteri presenti nell’istruzione (controlli soglia 
temporale)
- vengono eliminate tutte le sequenze memorizzate nel momento in 
cui un evento non soddisfi i parametri necessari
- Le  sequenze  memorizzate  rimaste  alla  fine  dell’iterazione 
rappresentano i pattern correttamente classificati come Bad Smell
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In questo modo l’algoritmo “costruisce” progressivamente delle sequenze 
candidate partendo da un elemento iniziale,  e  ne verifica l’attendibilità  a 
ogni iterazione. 
 
Per chiarire il controllo della soglia temporale, è utile esaminare la sequenza 
rappresentante  il  Bad  Smell  Distant  Content:  questa  è  definita  da  una 
sequenza di più di cinque occorrenze di un evento pandown, rappresentante 
uno scroll  della pagina verso il  basso. Per ridurre il  numero di sequenze 
rilevabili  l’algoritmo applica un confronto tra il  valore contenuto nel  tag 
<interval>  è  la  differenza  dei  timestamp  di  due  eventi  pandown 
adiacenti.  Se  esiste  una  corrispondenza,  o  se  il  valore  calcolato  rientra 
all’interno  della  soglia  stabilita  precedentemente,  l’evento  rilevato  sarà 
ritenuto valido per essere inserito in una sequenza Bad Smell.
6.2.3 Visualizzazione
Una volta realizzato il  meccanismo di  identificazione dei  pattern,  è stato 
necessario studiare delle adeguate soluzioni in termini di visualizzazione. 
È stato scelto di visualizzare i Bad Smell rilevati in due modalità differenti: 
una  prima,  disponibile  nella  sezione  overview,  consiste  nel  riportare  in 
formato tabulare la tipologia di Bad Smell e il numero totale di occorrenze. 
Questa  soluzione,  in  linea  con  gli  obiettivi  posti  nell’ambito  della 
visualizzazione globale overview, è apparsa utile per fornire al valutatore un 
primo quadro dell’andamento generale  del  test.  Quest’ultimo è quindi  in 
grado di ricevere un’informazione immediata sull’eventuale proliferazione 
di errori in un singolo task, ed eventualmente approfondire con un’analisi 
dettagliata le cause dei problemi.
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Nella  visualizzazione  a  timeline  è  stato  invece  scelto  di  evidenziare  gli 
eventi appartenenti a una specifica sequenza Bad Smell:
 
L’attivazione  di  questo  tipo  di  visualizzazione  è  gestibile  da  parte  del 
valutatore tramite i controlli activate smell inspector e clear smell descritti 
al paragrafo 5.3.2.2. Il valutatore ha la possibilità di scegliere dal relativo 
menù  quali  sequenze  Bad  Smell  visualizzare,  e  selezionare  una  o  più 
timeline.  
Un’ulteriore tipologia di visualizzazione è quella fornita dagli screendump 
relativi  ai  singoli  Bad  Smell.  MUSE  è  in  grado  di  ottenere  schermate 
identificative dell’interfaccia sulla quale l’utente interagisce, e salvarle su 
server  per  la  successiva visualizzazione.  Facendo click su un Bad Smell 
evidenziato sulla timeline, il valutatore può quindi visualizzare l’immagine 
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relativa  a  una  sezione  specifica  dell’applicazione  web  in  oggetto,  e 
visualizzare  una  rappresentazione  grafica  delle  azioni  connesse  a  un 
problema di usabilità: 
Nell’esempio rappresentato da questa immagine è possibile notare la modal 
che  ospita  lo  screenshot  relativo  a  un  bad  smell  Distant  Content.  Per 
facilitare  la  lettura  del  comportamento  dell’utente  in  questa  specifica 
situazione  è  stato  scelto  di  numerare  una  serie  di  punti,  disegnati  in 
corrispondenza delle coordinate in cui è stato scatenato l’evento, sulla base 
della sequenza memorizzata nel database. 
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7 Il test utente
In questo capitolo verranno presentati i risultati relativi all’utilizzo di MUSE 
in  uno  scenario  d’uso  reale.  In  fase  di  progettazione  sono  stati  presi  in 
considerazione siti web di diversa tipologia. Non sono stati applicati criteri 
di  selezione eccessivamente  restrittivi,  dal  momento che  lo  strumento  di 
analisi  offre la possibilità di testare qualsiasi tipologia di applicazione. A 
ogni modo sono stati maggiormente valorizzati siti web che presentassero 
un numero significativamente alto di elementi di interazione diretta (come 
form,  campi  di  ricerca,  selezioni  multiple  ecc.),  un  alto  numero  di 
informazioni  testuali  e  sezioni.  Si  è  cercato  inoltre  di  selezionare 
applicazioni  che  presentassero  alcuni  potenziali  problemi  di  usabilità, 
effettuando alcune preliminari prove di navigazione.
La scelta finale è ricaduta sul sito ufficiale di Autostrade per l'Italia S.p.A., 
visualizzabile all’indirizzo http://www.autostrade.it/en/home.
La scelta dell’applicazione è stata motivata dalla generale semplicità d’uso e 
dal discreto numero di interazioni possibili e informazioni reperibili al suo 
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interno.  
A seguito di una serie di prove di navigazione, sono state inoltre individuate 
alcune  potenziali  “falle”  nella  progettazione.  Se  da  un  lato  il  sito  non 
presenta difetti in termini di funzionalità, dall’altro presenta alcune sezioni 
poco  chiare,  che  possono  indurre  l’utente  in  errore.  Un  esempio  è  la 
mancanza dei “suggestions” nei campi input. Senza suggerimenti, l’utente è 
costretto  ad  ultimare  una  ricerca  in  due  passaggi,  il  che  rallenta 
sensibilmente  la  navigazione  e  può  potenzialmente  confondere 
l’utilizzatore. 
Queste caratteristiche hanno dato la possibilità di costruire un buon numero 
di task, diversi per finalità e grado di complessità. 
7.1 Obiettivi
La fase finale rappresentata dal test utente pone come obiettivo quello di 
verificare  il  corretto  funzionamento  dello  strumento  di  analisi,  con 
particolare attenzione rivolta alle funzionalità aggiuntive introdotte.  
Mentre  l’affidabilità  degli  strumenti  di  analisi  e  visualizzazione  è  stata 
ampiamente confermata da test controllati, è necessario affidarsi totalmente 
al  feedback  di  utenti  reali  per  confermare  l’attendibilità  dei  meccanismi 
legati  all’identificazione  dei  Bad  Usability  Smell.  Questi  sono  infatti 
concepiti per fornire una precisa indicazione del comportamento dell’utente 
in un contesto d’uso comune, il cui funzionamento può essere confermato 
solo dalla sottoposizione di una serie di test a uno specifico campione di 
utenti.
Gli  obiettivi  finali  rientrano  quindi  nell’ottica  di  verificare  la  corretta 
identificazione di sequenze rappresentanti problemi di usabilità. 
7.2 Test su autostrade.it
Il  sito  web  di  Autostrade  per  l’Italia  S.p.a.  è  raggiungibile  all’indirizzo 
http://www.autostrade.it/en/home.  La  scelta  di  utilizzare  la  versione  in 
lingua inglese dell’applicazione è motivata dalla volontà di uniformare il più 
possibile i risultati della valutazione, nell’eventualità in cui fossero presenti 
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tester  non italiani.  Una fase  preliminare  di  analisi  è  stata  necessaria  per 
esaminare innanzitutto il corretto funzionamento dell’applicazione, per poi 
procedere ad un esame dettagliato delle singole componenti.  
A seguito  di  questo  esame è  stato  possibile  identificare  certo  numero di 
potenziali  attività  e  percorsi  logici  da  sottoporre  agli  utenti  selezionati. 
All’interno di questa fase di studio sono stati identificate alcune potenziali 
problematiche, legate sia al dettagli relativi al design dell’interfaccia che a 
particolari scelte di programmazione.
7.2.1 Analisi dell’applicazione
L’applicazione  presa  in  esame offre  la  possibilità  di  accedere  a  un  gran 
numero  di  informazioni  relative  alle  infrastrutture  autostradali  italiane  e 
offre diversi strumenti di navigazione e pianificazione di itinerari. La scelta 
di utilizzare questa tipologia di applicazione nell’ambito di una valutazione 
di usabilità è motivata essenzialmente da due fattori: 
• La presenza di un numero elevato di sezioni ed elementi di interazione 
(form,  campi  di  ricerca,  menu  a  selezione  multipla,  tab)  facilita  la 
pianificazione di un alto numero di task utente
• L’applicazione presenta alcuni difetti  di progettazione che ne motivano 
un’analisi di usabilità più approfondita. 
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Le funzioni  di  ricerca  principali  sono aggregate  all’interno di  un  blocco 
posto nella zona inferiore della pagina. Nel dettaglio le sezioni principali:
• Informazioni itinerario:  
• Informazioni su traffico in tempo reale
• Informazioni su pagamenti
• Informazioni meteo
• Aree di servizio
Ogni  ricerca  effettuata  conduce  a  una  sezione  in  cui  le  informazioni 
principali sono disposte al centro della pagina, mentre una serie di opzioni 
sono accessibili in una sidebar posta a sinistra rispetto al blocco principale:
Una  prima  fase  di  analisi  ha  evidenziato  alcuni  potenziali  problemi  di 
usabilità:
- Numero  eccessivo  di  elementi:  la  homepage  presenta  un  numero 
eccessivamente  alto  di  elementi  grafici.  Questo  può  creare 
disorientamento, soprattutto in ambito mobile.
- Risorsa non responsive: l’applicazione non è ottimizzata per dispositivi 
mobili.  È  pertanto  necessario  modificare  manualmente  le  dimensioni 
attraverso attività di pinch to zoom e pan.
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- Difficile  accesso:  elementi  la  cui  importanza  appare  essenziale  per 
l’esecuzione di numerose attività non sono adeguatamente in evidenza
- Interfacce non coerenti: alcune sezioni del sito sono presentate con un 
layout  completamente  differente  rispetto  al  resto  dell’applicazione.  La 
mancata coerenza nella progettazione può indurre confusione durante la 
navigazione
- Ricerca in due passaggi:  per  ottenere informazioni su un itinerario è 
necessario inserire nomi generici di località per poi raffinare la ricerca in 
una schermata successiva. Questo aspetto rende l’utilizzo della funzione 
di ricerca poco immediato:
7.2.2 I task proposti
A seguito di un attento studio dell’applicazione presa in esame, sono stati 
proposti 4 diversi task differenti finalità, il cui grado di complessità aumenta 
progressivamente:
1. Plan travel: il primo task richiede all’utente la semplice ricerca delle 
informazioni relative al percorso autostradale che collega due città.
2. Locate service areas: in aggiunta alla ricerca di informazioni relative a 
uno  specifico  percorso,  il  secondo  task  prevede  un  approfondimento 
relativo  alla  presenza  di  aree  di  servizio  nella  tratta  autostradale 
ricercata.
3. Check weather: sempre a seguito di una specifica ricerca, questo task 
prevede  che  si  trovi  nell’applicazione  una  sezione  apposita  sulle 
informazioni meteorologiche.
4. Fuel information: il quarto e ultimo task prevede la ricerca di stazioni 
di servizio e prezzi del carburante su uno specifico percorso.
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7.2.3 I custom events
Sono stati utilizzati gli eventi semantici per aiutare i valutatori a identificare 
facilmente  specifiche  azioni,  e  per  dare  la  possibilità  di  interpretare  più 
facilmente il comportamento dell’utente. L’assenza di un dato evento può 
inoltre rappresentare la non riuscita del task, suggerendo di conseguenza in 
quale  punto  l’applicazione  soffra  di  malfunzionamenti  o  ambiguità.  Di 
seguito gli eventi proposti:
1. travelPlanned: scatenato dalla pressione del tasto submit      
2.  destinationFilled  /  originFilled:  scatenati  dalla  compilazione  dei      
campi input      
3. startSelected / destSelected: scatenati dalla selezione di elementi del      
menu select      
4.  serviceClicked:  scatenato  alla  pressione  del  pulsante  identificativo      
delle aree di servizio      
5. fuelChecked: scatenato alla pressione del Tab relativo ai carburanti      
GPL       
7.2.4 Organizzazione del test
Il test utente è stato condotto su un totale di 40 utenti selezionati, chiamati 
ad eseguire i quattro task precedentemente descritti. Prima dell’esecuzione è 
stato inviato a ciascuno di essi un pdf contenente una descrizione sintetica 
dello strumento MUSE, gli scopi e gli obiettivi finali del test, seguiti da una 
rapida  descrizione  dell’applicazione  oggetto  di  analisi  e  delle  principali 
funzionalità  offerte.  È  importante  sottolineare,  ai  fini  della  privacy degli 
utenti,  che il  sistema non registra in alcun modo dati  sensibili  relativi  ai 
singoli utilizzatori. Il test è totalmente anonimo e non ha previsto nessun 
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tipo  di  registrazione  preliminare  alla  sua  esecuzione.  Non  sono  stati 
registrati  dati  relativi  alle  coordinate  GPS:  in  MUSE è infatti  sufficiente 
analizzare  l’avvenuta  attivazione  della  localizzazione  per  notificare  lo 
spostamento  degli  utenti  nello  spazio.  I  dati  relativi  alle  coordinate  non 
vengono quindi tenuti in memoria.
7.2.4.1 Criteri di selezione e modalità 
Come già spiegato in precedenza, la natura stessa di MUSE non prevede 
particolari restrizioni riguardo al contesto d’uso. Lo strumento di analisi è 
nato infatti con lo scopo di registrare attività in qualunque situazione, con 
l’obiettivo  di  analizzare  le  attività  utente  in  un  contesto  il  più  possibile 
naturale  e  non  influenzato  da  elementi  artificiali,  tipici  delle  classiche 
sessioni controllate in laboratorio. 
L’età media degli utenti si aggira attorno ai 28 anni. Tutti hanno almeno una 
laurea  triennale  come  titolo  di  studio  e  riferiscono  una  buona  capacità 
nell’utilizzo di dispositivi mobili. Si è scelto volutamente di evitare esperti 
sviluppatori al fine di ricreare un contesto più rappresentativo dell’utenza 
comune.  Ai  partecipanti  non  è  stata  richiesta  alcuna  condizione  d’uso 
particolare: in un arco di tempo di 3 giorni (19/10 - 21/10) hanno potuto 
eseguire il test in un qualsiasi momento della giornata. Anche in questo caso 
la scelta è stata motivata dalla volontà di creare un contesto d’uso naturale. 
Ovviamente, una buona connettività dati, wi-fi, 3G o 4G, è stata suggerita 
come  requisito,  al  fine  di  ridurre  al  minimo  il  rischio  di  errori  o  la 
generazione di tempi troppo dilatati nello svolgimento dei diversi task. Non 
sono stati inoltre posti vincoli nella scelta del browser, né è stato imposto 
l’uso  di  una  determinata  tipologia  di  dispositivo.  MUSE  è  stato  infatti 
testato  con  un  significativo  numero  di  dispositivi,  browser  e  sistemi 
operativi differenti, ed è in grado di rilevarne le caratteristiche con buona 
precisione.  
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7.2.4.2 Obiettivi
Basandosi  sul  solido  background  fornito  dall’utilizzo  del  precedente 
software  WUP,  non  sorprende  la  capacità  dello  strumento  di  rilevare  e 
posizionare  con  grande  precisione  gli  eventi  intercettati  dal  logger  sulla 
sequenza temporale rappresentata nelle timeline.  L’attenzione maggiore è 
stata quindi focalizzata sui risultati delle nuove funzionalità introdotte, in 
particolare  quelle  inerenti  al  sistema  di  riconoscimento  dei  Bad  Smell 
Pattern.  Ciò che ci  si  aspetta da tale funzionalità  è quindi  la  capacità di 
rilevare  sequenze  di  eventi  rappresentanti  problemi  di  usabilità,  in 
prossimità di zone “critiche” dell’applicazione, individuate dai valutatori in 
fase di progettazione del test utente. I risultati attesi consistono quindi in una 
serie di sequenze rilevate all’interno del set di dati registrati con utenti reali. 
Contestualmente  alla  rilevazione  di  pattern  identificativi,  sono  state 
monitorate tutte le nuove tecnologie utilizzate nella visualizzazione dei dati, 
descritte sequenzialmente nei precedenti capitoli. Riassumendo:
Sezione Overview:
- Analisi della distribuzione di dispositivi, browser e sistemi operativi
- Distribuzione degli eventi
- Riepilogo tempi di esecuzione
- Riepilogo Bad Smell patterns rilevati
Sezione Timeline:
- Visualizzazione delle sequenze di eventi sulle timeline
- Modalità di sovrapposizione per il confronto visuale
- Filtraggio eventi
- Bad Smell inspector
- Visualizzazione screenshot
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7.2.5 Esecuzione del test e risultati
Alla fine del test MUSE è stato in grado di rilevare 33 sessioni singole, 
per un totale di 132 timeline distribuite nei quattro differenti task, e un 
numero  totale  di  eventi  superiore  alle  10000  unità.  Queste  prime 
informazioni  chiariscono il  fatto  che  7  utenti  su  40 hanno riscontrato 
problemi durante l’utilizzo dello strumento, dal momento che non è stato 
possibile registrare dati sulla loro performance. Problemi di questo tipo 
sono imputabili  non  tanto  alle  caratteristiche  dello  strumento,  ma più 
verosimilmente  a  problematiche  legate  al  contesto  d’uso  di  un  certo 
numero  di  utenti.  Problemi  come  perdita  di  connessione  o 
malfunzionamenti  legati  ai  dispositivi  mobili  sono stati  infatti  presi  in 
considerazione ancora prima di effettuare il test. Alcuni utenti hanno in 
effetti  affermato  di  aver  incontrato  alcune  difficoltà  che  hanno 
compromesso la fase di registrazione. Nonostante ciò, il numero di dati 
correttamente  registrati  ha  reso  possibile  l’analisi  di  un  campione 
significativo.
Un primo sguardo alla sezione di riepilogo dati overview ha permesso di 
analizzare una serie di informazioni generali.
È possibile visualizzare, a titolo di esempio, la distribuzione dei sistemi 
operativi, browser e tipologie di dispositivo:
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Analizzando  questi  grafici  è  possibile  evidenziare  una  notevole 
predominanza di dispositivi basati su Android OS. 
Fatta eccezione per un unico caso, in cui si rileva un tempo di esecuzione 
straordinariamente lungo (superiore ai 400 minuti), gli utenti sono stati in 
grado di concludere il  primo task in un tempo relativamente breve, in 
alcuni casi migliorando anche la performance della valutazione ottimale. 
La causa di  un tempo così  lungo nella  valutazione #16 non è  chiara, 
possiamo ipotizzare che l’utente abbia lasciato aperta la sessione per un 
periodo di tempo piuttosto lungo, per poi riprenderla successivamente.
Per  quanto  riguarda  la  sezione  timeline,  il  tool  ha  risposto  bene, 
nonostante l’impressionante mole di dati processati. La visualizzazione è 
apparsa ottima, così come le diverse funzionalità di interazione. La nuova 
tipologia di linee temporali ha facilitato l’analisi visuale e il confronto 
diretto  delle  sessioni,  permettendo  alcune  rapide  conclusioni  a  colpo 
d’occhio. Vediamo alcuni esempi:
La timeline relativa all’utente #8 nel primo task Plan Travel presenta un 
tempo  totale  di  18  secondi  rispetto  ai  1:24  della  timeline  ottimale. 
Confrontando  le  due  sessioni  è  presumibile  che  l’utente  abbia 
abbandonato il task in seguito a una serie di difficoltà. Gli eventi rilevati, 
in prevalenza pinch e key, suggeriscono la possibilità che l’utente non sia 
riuscito a portare a termine l’attività di inserimento dati:
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In un altro esempio, confrontando le due timeline, è possibile identificare 
immediatamente comportamenti e attività anomale:
In questo esempio è possibile notare che l’utente #11 abbia caricato una 
risorsa diversa da quella prevista nella descrizione del task. Trovandosi 
evidentemente  confuso,  apre  più  volte  il  pannello  istruzioni  per 
riprendere il flusso dell’attività.
Un risultato importante è costituito dall’analisi dei Bad Smell Patterns: il 
programma è stato in grado di rilevare un totale di 45 sequenze indicative 
di problemi di usabilità, distribuite nei quattro task proposti. Nella tabella 
seguente ne osserviamo la distribuzione globale:
Bad Smell Task 1 Task 2 Task 3 Task 4 totale
tooCloseEl
ements 1 7 10 3 21
tooCloseEl
ements bis 3 1 n/a 2 6
Mobile 
distant 
content up
1 2 n/a 5 8
Mobile 
distant 
content up
2 n/a 2 4 8
Distant 
content n/a n/a 1 1 2
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Analizzandole  nel  dettaglio  è  stato  possibile  confermarne  la  presenza 
all’interno  di  sezioni  dell’applicazione  precedentemente  identificate 
come potenzialmente  problematiche,  confermando pertanto  una  buona 
funzionalità. 
Nei paragrafi seguenti  saranno analizzati  i  risultati  ottenuti  nei  singoli 
task. 
7.2.5.1 Task 1: Plan Travel
Il  primo  task  proposto  precedeva  la  semplice  pianificazione  di  un 
itinerario. Utilizzando i campi di ricerca presenti nel pannello principale 
l’utente poteva inserire le destinazioni richieste e premere il tasto ok per 
avviare la ricerca. L’applicazione conduce successivamente a una pagina 
di disambiguazione con lo scopo di affinare la ricerca effettuata. 
In questo primo task, volutamente semplice e concepito principalmente 
per consentire agli  utenti  di  prendere familiarità con l’interfaccia,  non 
sono stati rilevati problemi di usabilità degni di nota. La maggior parte 
degli utenti, nonostante le piccole dimensioni dei campi di ricerca, è stata 
in grado di identificare la zona dell’applicazione adibita al tipo di ricerca 
richiesto. Sono tuttavia segnalati alcuni Bad Smell:
In sette casi differenti si sono verificate delle sequenze potenzialmente 
negative  ai  fini  dell’usabilità.  Una di  queste  corrisponde a  Too Close 
 101
Element, pattern identificativo di un’attività di ridimensionamento dovuta 
alle dimensioni eccessivamente ridotte di alcuni elementi dell’interfaccia.
Osservando  la  timeline  relativa  al  task  è  possibile  identificare  la 
collocazione temporale esatta di questa sequenza:
Tramite  la  visualizzazione  dello  screenshot  è  inoltre  possibile 
visualizzare  l’esatta  posizione  dell’interfaccia  in  cui  la  sequenza  si  è 
verificata:
Ciò  che  si  evince  dall’analisi  di  queste  schermate  è  la  difficoltà 
dell’utente  nel  ritrovare  l’esatta  posizione  degli  elementi  necessari 
all’attivazione della ricerca. L’attività di zooming appare infatti distante 
rispetto alla sezione contenente i campi di ricerca. 
7.2.5.2 Task 2: Locate Service areas
Il secondo task prevedeva, in aggiunta alla pianificazione di uno specifico 
itinerario, anche la ricerca delle relative aree di servizio presenti  sulla 
tratta. Per portare a termine l’attività è necessario dapprima accedere alla 
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specifica sezione, per poi utilizzare una serie di strumenti di ricerca posti 
nella parte sinistra della schermata:
Il comportamento atteso in questa fase era costituito dalla previsione di 
un certo numero di occorrenze come Too Close Elements, a causa delle 
dimensioni  eccessivamente  ridotte  del  pannello  di  ricerca.  Erano  di 
conseguenza previste numerose attività di ridimensionamento nella zona 
sinistra dell’interfaccia.  
 
L’analisi  Bad  Smell  ha  confermato  questa  previsione,  rilevando  7 
occorrenze del Bad Smell tra le varie sequenze utente:
Osservando le timeline, è stato inoltre possibile rilevare la presenza di 
queste sequenze Bad Smell in prossimità della sezione relativa alle aree 
di servizio. Ciò conferma l’esatta collocazione del problema di usabilità:
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7.2.5.3 Task 3: Check Weather
Il  terzo  task  prevedeva  la  ricerca  di  informazioni  relative  al  tempo 
atmosferico  in  una  specifica  tratta  autostradale.  Le  attività  necessarie 
all’esecuzione di questo task sono analoghe al precedente Locate Service 
Areas,  con l’aggiunta di  alcune attività aggiuntive.  In questo caso era 
richiesto l’inserimento di una tappa intermedia. L’analisi Bad Smell di 
questo task presenta un numero di  occorrenze di  Too Close Elements 
maggiore rispetto al precedente:  
 
 
È inoltre presente anche una seconda tipologia di Bad Smell, identificata 
nel  caricamento  multiplo  della  pagina  a  seguito  di  un  evento  tap 
effettuato dall’utente in una posizione errata. 
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7.2.5.4 Task 4: Fuel Information
L’ultimo task proposto prevedeva la ricerca di informazioni relative a una 
specifica  tipologia  di  carburante.  Per  portare  a  termine  questa  attività 
l’utente doveva compiere diverse azioni: selezionare la sezione aree di 
servizio, immettere i dati relativi alla tratta specificata, spuntare la casella 
di selezione GPL.
Nell’analisi  preliminare  dell’applicazione  era  stato  evidenziato  un 
numero  eccessivo  di  risultati  di  ricerca.  La  sequenza  Bad  Smell  di 
interesse  è  quindi  rappresentata  dal  bad  Smell  Distant  Content,  che 
prevede un numero eccessivo di attività di scrolling, motivate in questo 
caso dalla necessità di muoversi molto nell’interfaccia per visualizzare le 
informazioni desiderate. I risultati ottenuti tramite al Bad Smell inspector 
confermano questa ipotesi:
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La tipologia di Bad Smell Distant Content viene rilevata in 11 occorrenze 
all’interno del task. Tutte sono riferite come previsto nella parte finale del 
task,  nel  momento  in  cui  l’utente  cerca  di  rintracciare  alcune 
informazioni. In questo screenshot ne vediamo alcuni esempi:
7.2.6 Considerazioni finali
L’obiettivo principale della fase di testing era quello di verificare la corretta 
funzionalità  degli  strumenti  di  analisi  proposti  dallo  strumento  MUSE. 
Analizzando gli  output prodotti  alla fine delle registrazioni è emersa una 
certa  affidabilità  del  sistema in termini  di  registrazione e visualizzazione 
degli  eventi,  in  entrambe  le  sezioni  overview  e  timeline.  Lo  strumento 
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appare quindi potenzialmente valido sia in una fase di lettura globale dei 
dati che in un’analisi dettagliata. 
Il comportamento del sistema di riconoscimento dei Bad Smell Patterns è 
sembrato  conforme  alle  aspettative  poste  in  fase  di  progettazione, 
permettendo  ai  valutatori  di  identificare  con  precisione  sezioni 
dell’applicazione potenzialmente problematiche. Considerando il fatto che 
le  sequenze  Bad  Smell  sono  state  rilevate  in  corrispondenza  delle  zone 
critiche  dell’applicazione,  è  presumibile  che  lo  strumento  possa  essere 
utilizzato  correttamente  su  qualsiasi  tipo  di  applicazione,  anche  senza 
effettuare un’analisi preliminare. 
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8 Conclusioni
Il presente lavoro aveva come obiettivo finale la proposta di uno strumento 
di  valutazione  di  usabilità  in  grado  di  estendere  le  potenzialità  degli 
strumenti di analisi remota attualmente disponibili. L’infrastruttura di base, 
proposta nel precedente software WUP si è dimostrata un’ottima base da cui 
ripartire, e ha permesso di concentrare le energie su dettagli implementativi 
destinati a migliorare l’esperienza dei valutatori nell’individuare problemi di 
usabilità in modo più rapido ed efficace. 
In particolare, le attività legate allo sviluppo del sistema di identificazione 
dei Bad Smell Pattern rappresentano la volontà di procedere nella ricerca e 
nello sviluppo di un campo di studi ancora in fase di esplorazione. I buoni 
risultati  ottenuti  in  fase  di  testing  dimostrano  una  buona  affidabilità  del 
sistema,  che  può  rappresentare  una  buona  base  di  partenza  per  ulteriori 
sviluppi. Le potenzialità dello strumento offrono infatti buone prospettive di 
miglioramento,  che  consistono  nell’integrazione  di  nuove  funzionalità. 
Nello specifico, l’introduzione di un meccanismo di refactoring, tipico di 
alcuni tool analizzati in fase di preparazione, potrebbe essere introdotto con 
lo scopo di aumentare le capacità di MUSE. Questa funzionalità permette di 
applicare  modifiche  automatiche  direttamente  sull’applicazione  presa  in 
esame,  sulla  base  dei  problemi  di  usabilità  rilevati.  Questa  operazione è 
potenzialmente possibile grazie all’architettura proxy based, che permette di 
iniettare codice funzionale all’interno dell’applicazione analizzata.  
Un  altro  aspetto  molto  interessante  è  rappresentato  dalla  possibilità  di 
introdurre tecniche avanzate di analisi automatica dei dati. Alla fine del test 
utente  è  infatti  emersa  la  capacità  di  MUSE di  registrare  un  numero  di 
eventi incredibilmente alto. Un eventuale aumento esponenziale del numero 
dei dati rilevati, e di conseguenza delle timeline associate alle sequenze di 
interazione,  renderebbe  ininfluente  l’analisi  dettagliata  dei  problemi  di 
usabilità,  essendo  di  fatto  troppo  esteso  il  dataset  di  riferimento. 
L’introduzione  di  tecniche  di  Data  Mining  preposte  all’analisi  di  grandi 
quantità  di  dati  potrebbero  essere  utili  allo  scopo  di  facilitare 
l’identificazione di regole e comportamenti tipici all’interno delle sequenze 
di interazione. 
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