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Software development f o r  NASA's space s t a t i o n  poses a s i g n i f i c a n t  
challenge; considered the most d i f f i c u l t  challenge by some. 'Ihe d i f f i c u l t y  is  
for remote control and comnunications, software w i l l  l i e  a t  the heart of many 
essent ia l  and complex systems w i t h i n  the s ta t ion.  "he combined requirements 
f o r  h i g h l y - r e l i a b l e  systems exceed any sol  ,dare development e f f o r t  yet  
attempted. 
the magnitude and canplexity of the required software. With the requirements 
NASA's prev ious  experience w i t h  software development c e n t e r s  on the 
assembly code and the code i n  the high-level language HAVS, developed for the 
space s h u t t l e .  Wi th in  t h e  development of t h a t  sof tware t h e r e  was heavy 
r e l i a n c e  on c a r e f u l  t e s t i n g  and thorough m u l t i - l e v e l  checkout. W i t h i n  t he  
HAL/S development environment, the  checkout procedures could depend on the 
s t ab le  character is t ics  of and 1 imitations on program behavior inherent i n  the 
language. This paper addresses  the  concerns r a i s e d  by  cons ide ra t ion  o f  the 
requi rements  for  t e s t i n g  and checkout procedures fo r  t he  space s t a t  ion 
software.  I n  p a r t i c u l a r  i t  addresses  the  use of Ada i n  the  development o f  
w i d e l y  d i s t r i b u t e d  yet c lose ly  coordinated processing. 
T h i s  a n a l y s i s  i s  done i n  two contexts .  First ,  an e v a l u a t i o n  o f  t he  
language is presented ,  d i scuss ing  how the  r u l e s  and f e a t u r e s  of the  AJa 
language e f f e c t  the  t e s t a b i l i t y  of software w r i t t e n  i n  i t .  Second, some 
g e n e r a l  techniques i n  sof tware development which can augment t e s t i n g  i n  the  
developnent of r e l i a b l e  software and some specific recomnendations for tools 
and appropriate canpilation are  presented. 
?his paper is a s m a r y  of a f u l l  report prepared a t  the conclusion of J I ~  
extended s t u d y  e f fo r t  on t h i s  topic. I t  therefore does not go into d e t a i l  in 
e l a b o r a t i n g  each point  o f  i n t e r e s t .  An at tempt h a s  been made t o  cover  the  
breadth of the report and present its key f ind ings .  
Evaluation of Ada --
We begin b y  d i scuss ing  how a programming language can be e v a l u a t e d  f'or 
t e s t a b i l i t y .  For our purposes,  t e 5 t a b i l i t y  is the a b i l i t y  t o  determine,  b y  
tes t  execut ion  of  sof tware ,  whether the sof tware w i l l  funct ion c o r r e c t l y  i n  
operational use. Testabi l i ty  measures the extent to which it is possible to 
construct t e s t s  such that  the behavior of the software on those t e s t s  r e f l e c t s  
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the  behavior of system when deployed. brig the issues re la ted  to t e s t a b i l i t y  
are t h e  ease of gene ra t ing  comprehensive test  c a s e s ,  t h e  p r e d i c t a b i l i t y  o f  
resource U t i l i z a t i o n  unde r  a l l  c i r c u a s t a n c e s  and t h e  d e t e r m i n i s t i c  
r epea tab i l i t y  of processing sequences. 
This def in i t ion  appl ies  pr inc ipa l ly  to the developed program, bu t  it can 
be extended to  app ly  t o  t h e  language used t o  expres s  t h a t  program. A 
programing language supports t e s t a b i l i t y  to t h e  extent tha t  it f a c i l i t a t e s  the 
writing of t e s t ab le  software. We have ident i f ied the following a t t r i b u t e s  of a 
PrOgramning language which f a c i l i t a t e  t e s t ab i l i t y :  
- support for modular decomposition (i.e., supporting t h e  t e s t i n g  of u n i t s  
- existence o f  i n t e r f a c e  s p e c i f i c a t i o n s  c o n s t r u c t s  which a r e  c l e a r  and 
- complete  t y p e  and program u n i t  s p e c i f i c a t i o n s  a 1  lowing comprehensive 
- well-defined run-tine error handling, - 
- support for the writing of t e s t  d r ivers  and hardware s t i m u l i  s imulation, 
- support for the creation of high-level abstractions.  
independently of their use i n  the system), 
ccin pre hen si v e 
consistency checking during program compilation, 
predictable resource allocation and u t i l i za t ion ,  
and 
With these evaluation c r i t e r i a ,  we considered t h e  following aspects of the 
Ada language: 
- Data Types and Subtypes, 
- Separate Compilation and Packages, 
- Subprogram k f i n i t i o n ,  
- Generic Units, 
- Exceptions, 
- Concurrent F’rocessing and 
- Storage Management. 
Each a spec t  was considered from the  viewpoints  o f  conformance w i t h  
e v a l u a t i o n  c r i t e r i a ,  r i sks  t o  t e s t a b i l i t y  and recommendations fo r  reducing 
those  risks. 
Fig. 1 shows an e v a l u a t i o n  c r i t e r i a  versus f e a t u r e s  matr ix  showing the  
extent of support of t h e  Ma language for t e s t ab i l i t y .  The matrix shows where 
a s p e c t s  of  t he  language support  t he  e v a l u a t i o n  c r i t e r i a ,  independent o f  t h e  
p o s s i b l e  r i sks  w i t h i n  t h e  same f e a t u r e  a rea .  I n  g e n e r a l ,  t h e  s t rong  typ ing  
r u l e s  of  t he  language and the  concept o f  s e p a r a t e  s p e c i f i c a t i o n  and program 
u n i t  bodies provide excel l en t  support for t e s t ab i l i t y .  
B. 1.5.2 
Data T y p e s  and S u b t y p e s  
I S e p a r a t e  Compi l a t ion  and Packages  
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F i g .  1 ,  E v a l u a t i o n  C r i t e r i a  v s .  F e a t u r e  Matr ix  
Two a r e a s  of p a r t i c u l a r  i n t e r e s t  a r e  represented a s  o n l y  h a l f - f i l l e d  
c i r c l e s  i n  the evaluation matrix. lhese represent qual i f ied support for t h e  
evaluation c r i t e r i a .  In the case of exception management, the ru l e s  for the 
r a i s i n g  of excep t ions ,  i nc lud ing  user s p e c i f i e d  r a i s e  s t a t e m e n t s ,  and fo r  
exception propagation, a l l o w  for  a very concise  t reatment  of exception 
processing. Dust when properly docunented, exception processing a s  defined i r i  
t he  language is  an important p a r t  of a module's i n t e r f a c e ,  support ing the  
requirement for c l ea r  and comprehensive interface specifications.  Because it 
is dependent on opt ional ly  included comnents, however, t h i s  can be considered 
on1 y q u a l i f i e d  suppor t  for t h e  evaluation c r i t e r i a .  
The second ha l f - f i l l ed  c i r c l e  is under generic u n i t s .  lhis is a similar 
s i t u a t i o n  a s  fo r  exceptions.  The r u l e s  for  formal gene r i c  parameter 
s p e c i f i c a t i o n  and f o r  generic  i n s t a n t i a t i o n s  a l l o w  fo r  a c l e a r  and conc i se  
s p e c i f i c a t i o n  o f  the  u n i t s  i n t e r f ace .  However, a s  w i l l  be discussed  under 
risks, there are secondary aspects of actual parameters (which we term second 
order properties) which are not docunented , such a s  functional requirements on 
actual procedure parameters. Because t h e s e  secondary aspects can be c r i t i c a l ,  
yet possibly undocunented, support i n  t h i s  area is a l s o  qualified.  
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e Testab i l i ty  - Risks  
I n  the e v a l u a t i o n  of t h e  Ada language f e a t u r e s ,  s e v e r a l  r i sks  t o  
t e s t a b i l i t y  as well a s  the above benefits  were identified.  These r i s k s  f a l l  
i n t o  two broad c a t e g o r i e s  o f  i n e f f i c i e n c y  and h i d d e n  i n t e r f a c e s ,  p l u s  one 
additional concern without such convenient categorization. 
The concern over efficiency is based on a simple assunption tha t  features 
which f a i l  t o  p r o v i d e  a i lequate  e f f i c i e n c y  w i l l  n o t  be u s e d  i n  m a n y  
applications. The resu l t ing  program which may be more or l e s s  convoluted i n  
i t s  avoidance o f  t h i s  f e a t u r e  w i l l  c e r t a i n l y  not have bene f i t ed  i n  i t s  
t e s t ab i l i t y .  Although processing capabi l i t i es  and memory s izes  are increasing 
d r a m a t i c a l l y ,  t h e  requirements t o  surpass  the  increased c a p a b i l i t i e s  a r e  
a l r e a d y  being considered. Concerns over  e f f i c i e n c y  i n  Ada f a l l  i n t o  t h r e e  
areas : 
- excessively expensive run-time checks, 
- inappropriate or undirected instantiation of generic u n i t s ,  and 
- excessively expensive tasking architecture. 
Tnese can be col lec ted  under the general concern of inefficiency i n  support of 
high-level abstractions. m 
The second broad concern is that  of hidden interfaces.  Despite the strong 
support i n  t h e  language for de ta i l ing  important interface information, several  
p o s s i b i l i t i e s  f o r  hidden i n t e r f a c e s  ex is t .  Hidden interfaces ex is t  wherever 
interact ions or dependencies ex is t  which are not p a r t  of the specification or 
declarat ions of the u n i t .  These can be c lass i f ied  a s  being due to: 
- global var iab les  (side effects of procedure and f u n c t i o n  c a l l s ,  conten t ion  
- the raising and propagation of exceptions, 
- dynamic storage u t i l i za t ion ,  
- dynamicall y determined t iming behavior , and 
- second order properties (e.g. functional requirements on actual procedure 
over access between separate t a s k s )  , 
parameters) for generic instantiations.  
An example o f  second order  p r o p e r t i e s  would be the  case of a gene r i c  
sorting procedure. A typical implementation w i l l  have the type of the objects 
! I : ]  (I gonoric p r a m s t w  , rclqirlrlng IJ flowlid ~~~lt~~lttiotor Lo bo cl rutwtllrti w l i i i ~ l l  C * ~ I I I  
compare v a l u e s  of t h a t  type and r e t u r n  a boolean v a l u e  on the  b a s i s  o f  t h e  
condition t t l e s s  t h x P .  ?he second order property of the actual function used 
d u r i n g  instant ia t ion is t h a t  it must return a proper ordering of a l l  values of  
the type. In f ac t ,  i t  is conceivable that the sorting routine may never reach m 
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an exit p o i n t  i f  t h e  function does not have  t h i s  p rope r ty .  
is not r e q u i r e d  i n  any  way by t h e  l anguage  d u r i n g  i n s t a n t i a t i o n .  
Yet t h i s  p r o p e r t y  
&e l a s t  r i s k  for t e s t a b i l i t y  is t h e  g e n e r a l  non-determinism of t a s k i n g  
i n t e r a c t i o n s .  While n o t  so much a f a u l t  of t h e  l a n g u a g e ,  a s  a s y n c h r o n o u s  
concurrent p r o c e s s i n g  is i n h e r e n t l y  n o n d e t e r m i n i s t i c ,  t h e  p re sence  of t a s k i n g  
i n  an Ada progran  can  c a n p l i c a t e  t h e  t e s t i n g  of t h a t  p r o g r m .  
Recomnendations t o  - Reduce Risk -
In  response to t h e  i d e n t i f i c a t i o n  of t h e s e  r i s k s ,  s e v e r a l  recomnendat ions  
for r educ ing  t h e  r i s k  were made. Ihese f a l l  under  t h e  g e n e r a l  head ings  of: 
- r equ i r emen t s  for a p p r o p r i a t e  deve lopnent  p r a c t i c e s  and t r a i n i n g ,  - r e q u i r e m e n t s  for a p p r o p r i a t e  tools, and - r equ i r emen t s  for a p p r o p r i a t e  compi l a t ion .  
The p r i n c i p l e  b e h i n d  t h e  r e q u i r e m e n t s  fo r  a p p r o p r i a t e  d e v e l o p m e n t  
p r a c t i c e s  and tools  is based on t h e  r e c o g n i t i o n  t h a t  t h e i r  u se  can h e l p  a s s u r e  
r e l i a b l e  s o f t w a r e  where  t e s t i n g  is  d i f f i c u l t .  T e s t i n g  p r a c t i c e s  c a n  Se 
augmented  by  t h e  u s e  d u r i n g  d e v e l o p m e n t  o f  p r o o f  t e c h n i q u e s ,  s t a t i c  p rogram 
a n a l y s i s  and  r u n t i m e  m o n i t o r i n g .  T h r o u g h o u t  t h e  d e v e l o p m e n t  p r o c e s s ,  
v e r i f i c a t i o n  t e c h n i q u e s  c a n  be  used  t o  i n s u r e  p r i n c i p l e s  i d e n t i f i e d  and 
v e r i f i e d  e a r l y  i n  t h e  d e v e l o p n e n t  a r e  h e l d  true through implementa t ion .  
Fo r  a p p r o p r i a t e  programming g u i d e 1  ines and  t r a i n i n g ,  t h e  f o l  l o w i n g  
s u g g e s t i o n s  were made: 
- For n m e r i c  p r o c e s s i n g ,  t r a i n i n g  should i n c l u d e  a d i s c u s s i o n  of d i g i t a l  
c o m p u t a t i o n  a l g o r i t h m s  and t h e i r  i n t e r a c t i o n  w i t h  u n d e r l y i n g  n u m e r i c  
p r e c i s i o n  i n  d e t e r m i n i n g  t h e  a c c u r a c y  of t h e  computed  v a l u e .  T h i s  i s  
n e c e s s a r y  to p u t  t h e  r u l e s  for nuneric p r e c i s i o n  of t h e  l anguage  i n  p roper  
c o n t e x t  . 
- P r o g r a m i n g  G u i d e l i n e s  shou ld  be e s t a b l i s h e d  for: 
- t h e  j u d i c i o u s  use  of s u p p r e s s  and i n l i n e  pragmas to p r o v i d e  
e f f i c i e n c y  a s  n e c e s s a r y ,  
t h e  avoidance  of g l o b a l  v a r i a b l e s  and hidden side effects ,  
t h e  h i d i n g  of p e r s i s t e n t  v a r i a b l e s  i n  package b o d i e s  (and t h e r e f o r e  
p r i v a t e  to t h e  package) ,  and 
t h e  use  of o u t  pa rame te r s  from procedures  over uncons t r a ined  
composite r e s u l t s  from f u n c t i o n s  ( a 1  lowing b e t t e r  s t o r a g e  
u t i l i z a t i o n ) .  
- 
- 
- 
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- P a i n i n g  should emphasize: e - concurrent programing concepts - the  concept and significance of 
parameters 
and practices 
second order properties of generic 
- Standards (with enforcement) should be established for :  - the  docunentation and use of exceptions 
- storage u t i l i za t ion  practices 
A more r e l i a b l e  approach to improving t e s t a b i l i t y  is through the use of 
Ihe following are  Sane appropriate tools to aid i n  the developnent process. 
t o o l s  to spec i f i ca l ly  address the risks for t e s t a b i l i t y  ident i f ied:  
- Proof systems for verifying 2nd order assertions i n  generic instant ia t ions 
and asser t ions about task interactions,  task s t a t e  systems and other 
progran propert ies .  
Runtime monitors for deadlock and other deadness e r rors ,  storage 
u t i l i za t ion  parameters , and other runtime properties. 
S ta t ic  program analysis  for tasking interactions,  storage u t i l i za t ion  and 
other program properties including adherence to the programing guide1 ines 
l i s t e d  above. 
Expert system support such as a Veal-time assistant1# for cyclic-based 
system generation. 
- 
- 
- 
Having i d e n t i f i e d  program e f f i c i e n c y  a s  a r i s k  t o  t e s t a b i l i t y ,  i n  t h a t  
good f e a t u r e s  of the  language w i l l  not be used i f  they a r e  not s u f f i c i e n t l y  
e f f i c i e n t ,  s e v e r a l  suggest ions for  appropr i a t e  compi la t ion  should be 
considered. I n  gene ra l  , a h i g h l y  optimizing compi l e r ,  w i t h  e f f i c i e n t ,  
deterministic runtime support is a necessary goal. Particular a t tent ion should 
be given to the following features: 
- 
- reduction of uncertainty i n  the raising of predefined exceptions, 
- 
- optimization of tasking interactions wi th  special  support for tasking 
- e f f i c i en t  s ize  and speed of generic instant ia t ions w i t h  pragmas for user 
optimization of subtype  range constraint  checking , 
space e f f i c i en t  compilation w i t h  pragmas and representation clauses  for 
user control of storage u t i l i za t ion ,  
paradigms through pragmas or pattern recognition, and 
specification of instantiation c r i t e r i a  . 
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S u n a r y  
In  summary, I t  was found t h a t  t h e  language o f f e r e d  t h e  p o t e n t i a l  t o  
g r e a t l y  improve the t e s t a b i l i t y  of software, provided t h a t  certain guide l ines  
were followed. The language  i n t r o d u c e s  f e a t u r e s  t o  d e a l  w i t h  h i g h e r  l e v e l  
abs t rac t ions  and the canplexltles of concurrent processing and dynamic storage 
u t l l l z a t i o n .  These features a r e  cons idered  necessa ry  t o  d e a l  w i t h  t h e  
canplexltles o f  the space s t a t ion  software requirements, b u t  can decrease t h e  
t e s t a b i l i t y  of t h a t  sof tware.  'kese r i s k s  t o  t e s t a b i l i t y  can be d e a l t  w i t h  
through a combination of a p p r o p r i a t e  development p r a c t i c e s  and t r a i n i n g ,  
appropriate tool suppor t  and appropriate compilation. 
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