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Se implementó un robot cartesiano para la elaboración de figuras en relieve, enfocado para 
personas con discapacidad visual, el prototipo pretende ser una alternativa de bajo costo a una 
impresora braille convencional. El proyecto intenta tener un impacto social positivo en docentes 
y padres de familia que tengan estudiantes con discapacidad visual al contar con una herramienta 
de  ayuda para una educación personalizada. El prototipo permite realizar figuras y texto braille 
en hojas de papel de estándar A4 de 120 gramos, los elementos que conforman el proyecto el Host 
que es una computadora cargada de un programa que permite realizar el tratamiento de la imagen 
y simbología Braille y generar los comandos que a posterior se enviara por medio de 
comunicación  USB hacia el robot. Un Arduino MEGA 2560  interpreta los comandos enviados 
por el Host y traslada todas las señales eléctricas a la parte actuante del prototipo. La generación 
del relieve es elaborada por un punzón, que basado en un solenoide  genera la fuerza suficiente 
en el embolo el cual al golpear la hoja de papel para generar el relieve que conformara el elemento 
braille. De las pruebas realizadas se obtuvo que el consumo de potencia del prototipo 
implementado es de 55.65W, que representa un 28% de la potencia requerida por una impresora 
convencional. Se determinó que las figuras y escritura en braille elaboradas por el prototipo 
cumplen con la normativa INEN 2850 aplicadas a dispositivos de similares características. Por lo 
que se puede concluir que el prototipo implementado puede constituirse en una herramienta de 
ayuda para la elaboración de material didáctico braille similar a equipos comerciales. Es 
recomendable implementar un sistema de módulos compactos con protección plástica de alta 







Palabras clave: <TECNOLOGIA DE CONTROL AUTOMATICO>, <ROBOT 
CARTESIANO>, <DISCAPACIDAD VISUAL>, <TEXTO BRAILLE>, 







A cartesian robot was implemented to the elaboration of relief figures, focoused for 
people with visual disability, the prototype pretends to be a low cost alternative to one 
conventional braille printer. The project intents to get a positive social impact in teachers 
and parents who have visual disability students by having a tool for a personalized 
instrution. The prototype allows to create braile figures and text in  on A4 standart sheets 
of paper of 120 grams , the elements which make up the project are the Host that is a 
computer which is loaded with a program that allows to do a treatment of the image and 
braille symbology, and generate the commands which later will  be sent through the USB 
communication to the robot, an Arduino MEGA 2560 reads the commands that were sent 
by the Host and transfers all the electrical signals to the acting part of the prototype.  The 
relief generation is elaborated using a punch, which based on a solenoid generates the 
enough strong in the plunger which to hit the sheet of paper to generate the relief that will 
conform the braille element. From the tests performed it was establish that the power 
consume of the implemented prototype is of 55.65 W, that represents a 28% of the power 
that a conventional printer needs. It was determined that, the braille shapes and writing, 
elaborated by the prototype conform to the INEN norm 2850 aplyed to devices with 
similar characteristics. Consequently it can conclude that the implemented prototype can 
be built as a aid tool for the elaboration od braille didactic material that is similar to 
commercial equipments. It is recommended to implement a compact modules system with 
plactic protection of high resistance that reduces the weight, facilitates its transportation 
and improves its aesthetics. 
 
 
Key words: <AUTOMATIC CONTROL TECHNOLOGY>, <CARTESIAN ROBOT>, 





INTRODUCCION   
 
 
El desarrollo de la robótica permite realizar trabajos cada vez más complejos de ayuda para el ser 
humano ya no solamente en la industria, sino también como herramientas de servicio personal.  
Las tecnologías de código abierto (Open Source) tanto en hardware y software, permite el 
desarrollo e implementación de prototipos robóticos de bajo coste de aplicaciones diversas como: 
Impresoras 3D, Router CNC, Plotters de dibujo, robots cartesianos.  
En los últimos años el avance en robótica se enfoca en la ayuda social, implementado sistemas 
que apoyen a personas con alguna discapacidad física, motora, sensorial, psíquica, intelectual o 
metal. 
 La discapacidad visual, quizá sea un reto de las nuevas tecnologías y poder brindar a estas 
personas la capacidad de llevar las experiencias del mundo a sus mentes. Los gráficos tangibles 
ayuda a la traducción de la información visual al relieve, es decir, se debe trasladar e interpretar 
los elementos visuales a un lenguaje admisible por el tacto, lo que se realiza mediante la elevación 
de los componentes o elementos del gráfico (Gual, Serrano, Manez, s/f, p. 2).  
Las tecnologías desarrolladas a nivel mundial son diversas para poder ayudar a las personas con 
discapacidad visual, para poder hacer llegar la información visual al tacto, una de ellas es el 
prototipado rápido por impresoras 3D también están las impresoras braille y Router CNC. 
  
JUSTIFICACIÓN TEÓRICA  
 
El problema fundamental que enfrentan el diseño y elaboración de gráficas tangibles, son 
básicamente las técnicas de los procesos de produccion mediante los cuales se puede confeccionar 
unas imágenes en relieve, se ha desarrollado una serie de sistemas que permiten realizar gráficos 
tangibles los más extendidos son: Estampado, termo-formado y micro-encapsulado, estas técnicas 
permiten realizar gráficos en relieve con materiales flexibles como el papel o laminas finas de 
plástico (Gual,Serrano, Mañez, s/f, p. 3). 
En la ciudad de Ambato en la escuela para niños y jóvenes con discapacidad visual “Julius 
Doefner” se encuentran 35 estudiantes los cuales requieren de insumos en sistema braille e 
imágenes en relieve, luego de una entrevista se conoce que la impresora braille que poseen se 
encuentra dañada, y en el país no se encuentra soporte técnico, también se conoce que la única 
empresa que presta servicios de imprenta braille se encuentra en la ciudad de Riobamba y que 
requiere de tiempo de espera como de altos costos poder realizar pedidos de material didáctico 





El trabajo realizado en esta investigación pretende implementar un sistema robótico cartesiano, 
para la elaboración de imágenes en relieve es una alternativa a los estudiantes de la región y el 
país de obtener de manera dinámica la información visual  del entorno en que se rodean y también 




El vertiginoso avance de la tecnología permite el desarrollo de nuevos sistemas electrónicos 
automáticos en pro del beneficio social, con aplicaciones de ayuda para personas con algún tipo 
de discapacidad da a las personas la posibilidad de percibir y movilizarse en escenarios diversos 
en el mundo real y por ende mejorar la experiencia que tienen de su entorno. 
El robot cartesiano para la elaboración de imágenes en relieve, el cual se basa en un control 
numérico computarizado, pretende apoyar a las personas con discapacidad visual facilita la 
obtención de material de apoyo en la educación de jóvenes y niños, así también  una herramienta 
fundamental para poder percibir el entorno en el cual se desenvuelve las personas  invidentes. 
El sistema consta de una fase preliminar donde se realiza un tratamiento a la imagen dentro de un 
editor de gráficos vectoriales, donde se exporta el código G (G-code), el cual es enviado asía la 
tarjeta de desarrollo mediante un Host, la tarjeta interpreta los comandos mediante un firmware 
llamado Marlin que se encuentra alojado en la misma, esta traduce la información y las convierte 
en movimientos mecánicos de los motores paso a paso que están sujetas a una configuración 
cartesiana que permite movimientos lineales en el eje XY, misma que lleva un cabezal de 






 Implementar de un robot cartesiano, para la elaboración de figuras en relieve enfocado a 
personas con discapacidad visual.   
 
OBJETIVOS ESPECÍFICOS  
 
 Investigar como las figuras en relieve ayudan a las personas con discapacidad visual. 
 Determinar los requerimientos que serán necesarias para implementar el robot cartesiano. 
 Diseñar y realizar la estructura mecánica del robot cartesiano. 





La memoria descriptiva del trabajo de investigación consta de tres capítulos conclusiones y 
recomendaciones. El primer capítulo aborda generalidades bibliográficas, el capítulo dos 
incorpora el diseño de hardware, software y mecánico de la implementación de un robot por 
último se tiene el tercer capítulo se da a conocer los resultados obtenidos de las diferentes pruebas 


































                                                                CAPÍTULO I 
 
 
1. MARCO TEÓRICO  
 
1.1.        Técnicas de elaboración de figuras en relieve  
 
Uno de los aspectos más importantes de las figuras en relieve, son productos que ayudan a 
personas con discapacidad visual a percibir el entorno que rodea de manera táctil, estas personas 
utilizan el tacto para poder llevar las experiencias gráficas y visuales a sus mentes. Para esto se 
requiere convertir la información visual o figuras en relieve, por lo tanto se debe traducir e 
interpretar los elementos que componen una gráfica tangible a un sistema que reconozca la 
persona con discapacidad visual la cual se compone de elevaciones de las componentes de un 
gráfico. Generalmente estos gráficos en relieve se compone por: gráficos elevados (puntos, líneas, 
texturas), texto (en relieve o no) y código de lectoescritura braille. Es importante tener memoria 
háptica para poder comprender los estímulos obtenidos mediante el tacto de las figuras en relieve 
ya que así se podrá seguir de modo ordenado la gráfica y obtener una mejor información del 
gráfico tangible (Gual,Serrano, Mañez, s/f, p. 3). 
Existen varios procesos de elaboración de gráficas tangibles, entre las más extendidas están: 
estampado, microencapsulado y termoformado estas técnicas reproducen imágenes en relieve 
realizado en base a material como el papel y láminas de plástico fino.  
A continuación se va a describir de manera breve las tres técnicas más empleadas para realizar 
gráficos tangibles. 
 
- Sistema Estampado (embossed) 
 
Consiste en la impresión de puntos braille para representar un gráfico tangible, 
normalmente es realizado por impresoras Braille ya que utilizan papel como material de 
impresión, también cabe mencionar que el papel. Este sistema es utilizado en la educación 
de las personas con discapacidad visual. En la Figura 1-1 representación de un cilindro 





 Figura 1-1:    Sistema Empastado. 
 Fuente:    (Gual,Serrano, Mañez, s/f, p. 4) 
 
- Sistema microencapsulado  
 
Este sistema reproduce la gráfica tangible sobre un papel microencapsulado donde las 
partículas de alcohol impregnadas al papel las cuales reaccionan ante la tinta y la 
aplicación de calor. El costo de la misma hace que solo especialistas en temas de 
discapacidad visual tengan acceso a dicha tecnología. En la Figura 2-1 se muestra un 
plano táctil microencapsulado.  
 
 
                        Figura 2-1:    Sistema de microencapsulado. 
                         Fuente:    (Gual,Serrano, Mañez, s/f, p. 5) 
 
- Sistema de termoformado  
 
Este sistema utiliza láminas de termoplástico y en base a un molde se realiza el trabajo 
por medio de calor y vacío para realizar las imágenes en relieve. La matriz o molde se lo 




la industria que para realizar figuras tangibles propiamente. En la Figura 3-1 se muestra 




                                      Figura 3-1:    Sistema de termoformado. 
                                                           Fuente:    (Gual,Serrano, Mañez, s/f, p. 5) 
 
1.2.         Sistemas comerciales basados en control numérico computarizado (CNC) 
 
Los sistemas CNC fueron diseñados con el objetivo de realizar tareas repetitivas con la mayor 
precisión, basadas en sistemas cartesianos, mejorar los procesos de produccion, actualmente se 
utilizan en el prototipado rápido como son las impresoras 3D, su uso es extendido en los router 
de corte, fresado, plotters de dibujo, así también en robots de manipulación de objetos y 
paletización. 
 
1.2.1. Sistemas electrónicos de elaboración de gráficos tangibles.  
 
Un dispositivo electrónico para la elaboración de imágenes en relieve, es realmente cualquier 
sistema electrónico que pueda realizar o interpretar el sistema braille incluido las figuras en 
relieve. Basados en esta premisa se tiene los siguientes sistemas que tienen la capacidad de 
elaborar figuras en relieve y lenguaje braille. 
 
- INDEX BRAILLE 
 
Empresa sueca líder en el mundo en la fabricación de impresoras Braille, fundada en los 




según los requerimientos de las personas con discapacidad visual,  como el BASIC-D V5 




                                  Figura 4-1:    BASSIC-D V5 
                                                                 Fuente:    (INDEX BRAILLE, 2018) 
 
Esta impresora braille tiene la capacidad de imprimir 100 caracteres por segundo, esto 
también implica poder realizar las gráficas tangibles en papel de 120 gramos a modo 
continuo este sistema utiliza para realizar los puntos en relieve usa un sistema mecánico 
por solenoide, que por la fuerza impresa en el papel deforma la misma generar así el punto 
relieve.  
 
- VISION ENGRAVING & ROUTING SYSTEMS 
 
Empresa con sede en los EE.UU, fabricantes máquinas de grabado computarizado CNC 
y enrutamiento, dentro de esta gama de productos destaca la CNC Router/ Engraver 
1624R, que realizar aparte del fresado y enrutamiento realiza gráficos tangibles y  
lenguaje Braille basado en el sistema Raster, consiste en una herramienta automática de 






Figura 5-1:    VISION 1624 ROUTER 
                                                                         Fuente:    (VISION, 2018, p. 2) 
 
En la Figura 5-1 se puede apreciar el router CNC de la empresa VISION, tiene un sistema 
opcional de inserción Braille es utilizado para realizar señalética para personas con 
discapacidad visual. Algunas de las especificaciones del producto como: el área del 
trabajo máximo es de 400x600 mm, utiliza un software de propietario llamado Visión 
Exprés, utiliza un interface Ethernet para la comunicación con el host, también es 
necesario mencionar el costo 12 450 dólares americanos en EE.UU sin tener en cuenta 
los costos de importación al Ecuador (VISION, 2018, p. 2). 
 
1.3.         Robot cartesiano 
 
Robot es un sistema electrónico programable capaz de realizar tareas repetitivas que puedan 
resultar de riesgo para las personas (ASALE, s/f).  Los robots cartesianos son sistemas 
organizados con una configuración cartesiana como se muestra en la Figura 4-1, la cual utiliza 
articulaciones lineales (prismáticas) para poder operar el área de trabajo, los ejes del robot son 
perpendiculares entre sí,  este tipo de sistemas robóticos son utilizados en aplicaciones como la 
impresión 3D, CNC y plotters de dibujo que basan su funcionamiento en un control numérico 






             Figura 6-1:    Robot Cartesiano. 
                                                                Fuente:    (Barrietos, Peñin, Balaguer,Aracil, 2007, p. 35) 
  
1.4.         Editor de gráficos vectoriales 
 
Los gráficos vectoriales, imagen digital integrada por objetos geométricos independientes como 
pueden ser líneas y curvas, las cuales son muy utilizadas por los diseñadores para realizar 
ilustraciones, logos y demás productos gráficos, en la actualidad existen varios editores como: 
Adobe Ilustrador, CorelDraw e Inkscape, este último tiene la particularidad de ser código abierto 
(Open Source), donde se realiza múltiples operaciones con su variedad de extensiones, esta 
herramienta ha tomado auge en los últimos años con la tendencia Maker, aficionados a la 
tecnología y con herramientas como placas de desarrollo y demás productos realizan maquinas 
como la Cortadoras Laser, CNC y plotters de dibujo. El software permite la edición, modificación 
y conversión de gráficos vectoriales los cuales luego de un tratamiento se puede ejecutar en un 
Host y así poder realizar tareas como el grabado en laser, fresado y dibujo, utilizar sistemas  
cartesianos como herramienta. 
 
1.5.         G-code 
 
El G-code es un lenguaje de programación que indica cómo debe realizar el trabajo las máquinas 
de control numérico computarizado (CNC),  indica a la maquina a qué velocidad debe moverse y 
en qué dirección, al seguir las instrucciones  cartesianas.  
Los comandos G-code contiene letras y números enteros o racionales, en la Tabla 1-1 se muestra 
la relación letra seguido de una variación alfanumérica la cual se representa con nnn y su 









                               Tabla 1-1:    G-code comandos   
Letra Función 
Gnnn Movimiento  
Xnnn Posición en el eje X a mover (Horizontal) 
Ynnn Posición en el eje Y a mover (Vertical) 
Znnn Posición en el eje Z a mover (Profundidad) 
Fnnn Velocidad de avance cabezal de impresión   
Snnn Velocidad de eje  
Tnnn Selección de herramienta 
Mnnn Funciones Varias 
I , Jnnn Centro incremental de un arco 
Rnnn Radio de arco 
P Parámetro de comando, como el tiempo 
                                         Realizado por:    (MUNGABUSI Angel, 2018) 
                                         Fuente:    (Autodesk, 2018)  
 
En la Figura 5-1 se muestra ejemplos de G-code y su interpretación. 
 
 
         Figura 7-1:    G-code y su interpretación. 
            Realizado por:    (MUNGABUSI Angel, 2018) 
 
 
1.5.1.1.       Marlin (Interprete de G-code) 
 
Es un firmware de código abierto para la familia RepRap de prototipos rápidos replicantes o más 
conocidos como impresoras 3D, es derivado de Sprinter y GRBL, la cual cuenta con una licencia 
GPLv3 y es gratis para todo tipo de aplicaciones. 
El apogeo de este firmware es que utiliza como motor de operaciones un Arduino Mega 250 y la  
Ramps 1.4  placas de desarrollo populares, la misma que trabaja todo el control de la maquina 
como los motores a paso, sensores, ventiladores y demás instrumentación todo para la impresión 




máquinas basadas en sistemas cartesianos (jbrazio, 2018). Para mencionar algunas de las 
principales características como: 
 
 Códigos G con más de 150 comandos  
 Conjunto completo de movimientos de código G que incluye líneas, curvas.  
  Compatibilidad con cinemática cartesiana, Delta, SCARA y Core/ H-bot 
 Interfaz de usuario 
 Impresión basada en tarjeta SD de forma automática 
  
1.5.1.2       Host 
 
Es un dispositivo o computador que provee de servicios ya sean de transferencia de archivos, 
conexión remota, servicios web u otros. Para el caso se utiliza un computador donde se encuentra 
alojado un software el cual realizara toda las transferencia de información desde el host hacia la 
placa de desarrollo la cual tiene que interpretar y retornar la información del estado de la maquina 
en funcionamiento.  
 
1.5.2.       Placas de desarrollo 
 
La variedad de las tarjetas de desarrollo para poder controlar sistemas electrónicos basados en 
control numérico computarizado son diversos como Arduino, Raspberry Pi. Las más populares 
basadas en el chip de ATMEL AVR Arduino, para ello se ha desarrollado firmware GRBL, el 
cual gestiona la parte de control de estas máquinas, las placas Raspberry Pi se descartaron por el 
modo el cual gestionan la multi-tarea la cual no permite interrumpir procesos en ejecución, la 




Es una Placa de desarrollo de código abierto de precios muy asequibles. Cabe resaltar que se 
puede realizar con dos modelos como son el Arduino Mega 2560 y Arduino UNO en la Figura 8-
1 se muestra las placas en mención.  Las cuales son las más documentadas al momento de 






                           Figura 8-1:    Modelos de placas de desarrollo Arduino para realizar robots 
cartesianos. 
                                          Realizado por:    (MUNGABUSI Angel, 2018) 
 
1.5.2.1.  Placas de circuitos modulares (SHIELD) 
 
 Son pequeños circuitos los cuales van acoplados de manera modular sobre las placas de 
desarrollo, la placa de Arduino tanto puede ser, Arduino UNO o Arduino Mega, de estas son las 
más populares para la implementación de máquinas de dibujo, CNC e impresoras 3D, en la Figura 
9-10 se muestra las shield, que tienen como objetivo el control de motores paso a paso, control de 
servomotores y control de impresión 3D de manera independiente,  que fue desarrollado para 
realizar maquinas cumplan con los requerimientos de una CNC  e Impresora 3D, con la CNC 











































































































































































































































































  Figura 9-1:    Placas de circuito modular (SHIELD) 
                                                   Realizado por:    (MUNGABUSI Angel, 2018) 
 
1.5.3.     Motor pasó a paso (PAP) 
 
Los motores paso a paso son dispositivos electromecánicos, que transfieren pulsos eléctricos a un 
movimiento mecánico rotatorio. El mismo que es se usa generalmente en varias aplicaciones 
donde es necesario un control preciso de los movimientos donde un sistema de retroalimentación 
no procede (POLULO, 2018). Entre la variedad de aplicaciones las más destacadas son: 
 
 Impresoras de tinta 
 Maquinas CNC 
 Impresora 3D de la familia RepRap 
 Cortadoras Laser 
 Pick and place robots 
 Actuadores lineales  
 






                                                       Figura 10-1:    Motor paso a paso bipolar de la marca Polulo. 
                                                                             Fuente:     (POLULO, 2018) 
 
1.5.4.     Servomotor 
 
Es un motor de corriente continua con características de control y posicionamiento electrónico, 
compuesto de un sistema de engranajes que aportan la fuerza requerida que es utilizada en 
aplicaciones educativas en micro robótica, el circuito electrónico es el que se encarga de manejar 
el movimiento y el control de posicionamiento, y este es comandado por anchos de modulación 
de pulsos (PWM),  se muestra en la Figura 11-1, se puede observar las partes que constituyen un 
micro servomotor (García Antony, 2016).   
 
 
                                     Figura 11-1:    Servomotor. 
                                                   Fuente:    (García Antony, 2016) 
 
Tiene como elementos principales la caja de engranajes, controlador o parte electrónica y motor 





1.5.5.      Bombas de vacío 
 
Son elementos que utiliza un mecanismo por aspiración generan el vacío de un lado y expulsión 
de aire por el otro, estas bombas se caracterizan por trabajar a corriente continua a 12V, en la 
Tabla 2-1 se muestra los diferentes tipos de bombas, tasa de flujo y presión (SparkFun, 2018). 
 
    Tabla 2-1:    Modelos de bombas de vacío.  





































Realizado por:    (MUNGABUSI Angel, 2018) 
 
1.5.6.     Controlador de motor PAP A4988 
 
Controlador de motores pasó a paso, de micro paso con un traductor incorporado para fácil 
interpretación. Está diseñado para operar motores bipolares paso a paso, en pleno, medio, cuarto, 
octavo, dieciséis pasos, que maneja 35V a 2 Amperios de salida. Este controlador hace fácil el 
control ya que al tener un traductor interno, se da un pulso al pin de STEP y el motor da un paso 





                    Figura 12-1:    Controlador de motor PAP A4988. 
                                                                Fuente:    (“Pololu - A4988 Stepper Motor Driver Carrier”, s/f) 
 
1.5.7.     Solenoide 
 
Dispositivo electromecánico que tiene la particularidad de convertir la energía eléctrica en fuerza 
y movimiento lineal o giratorio. El movimiento que realice está determinado por la forma en la 
cual esta ensamblado mecánicamente y puede realizar funciones de push-pull (empujar-halar) 
(Uriel Méndez, 2016). Las partes que componen un solenoide son: 
 
 Bobina (lleva la corriente) 
 Un carcasa de hierro la cual compone el circuito magnético 
 Embolo o polo móvil 
 
 
                                         Figura 13-1:    Solenoide lineal. 
                                                        Realizado por:    (MUNGABUSI Angel, 2018) 
 





1.5.8     Sensor de contacto 
 
Tiene la capacidad de detectar la presencia de un objeto o para el caso de los robots cartesianos 
utilizados como finales de carrera, los cuales indican que se ha llegado a la posición límite 
máximo o mínimo del área de trabajo del robot (Adrew Waugh, 2018). En la Figura 12-1. 
 
 
                                         Figura 14-1:    Sensores de contacto 
                                                         Realizado por:    (MUNGABUSI Angel, 2018) 
 
1.5.8    Sensor óptico reflexivo  
 
Utiliza un haz de luz que es emitido por un diodo infrarrojo el cual al rebotar en un objeto este es 
detectado por el fototransistor y de esa manera detecta el objeto que ha pasado al frente del sensor. 
En el mercado existen módulos que incluyen acondicionamiento de señal para mejorar su 
usabilidad, también están los que solo constan el sensor individual en la Figura 15-1 se observa 
sensor óptico reflexivo (Geekbot Electronics, 2018).  
 
 
                                           Figura 15-1:    Sensor óptico reflexivo 







1.6.    Normativa INEN 2850  
 
Es necesario mencionar la normativa, ya que bajo ella se rigen los estamentos para la elaboración 
tanto del sistema braille así también como de las figuras en relieve que en parte de sus normas 
mencionan lo siguiente: 
 El ancho de la celda generadora del braille tiene una medida que va desde 3.7mm a 4.5mm, claro 
está que esto depende directamente de los centros de puntos como se revisa en la normativa INEN 
2850 (NTE INEN, 2014). 
 
 
                                     Figura 16-1:    Ancho y alto de celda para símbolos braille.  
                                                                  Fuente:     (NTE INEN, 2014) 
 
Para las figuras en relieve se menciona que el alto debe tener mínimo 0.5 milímetros, y que toda 
figura debajo y alineado a la izquierda debe aparecer escrito en sistema Braille la descripción 
textual de la misma por ejemplo en la Figura 17-1, se muestra un teléfono y debajo su significado 
en Braille (NTE INEN, 2014). La normativa se encuentra en la página oficial. 
 
 
                                                  Figura 17-1:    Símbolo de teléfono con escritura Braille. 




                                                              CAPÍTULO II 
 
 
2.   MARCO METODOLÓGICO  
 
En el presente capítulo se procede a detallar el proceso de implementación del robot cartesiano 
para la elaboración de imágenes en relieve. Los requerimientos mecánicos, hardware y software, 
que serán seleccionados de manera sistemática en función a lo requerido. 
 
2.1  Requerimientos para la implementación del Prototipo. 
 
Luego de haber realizado el estudio pertinente en el capítulo anterior se determina requiere en 
primer lugar conocer lo siguientes parámetros para los cuales satisfacen al prototipo. 
 
 Ser totalmente funcional y de bajo costo 
 Utilizar tecnologías de código abierto. 
 Fácil de manejar por el usuario. 
 Cumplir con la normativa de diseño de imágenes en relieve.   
 La impresión tiene que ser en hoja de papel estándar A4 120 Gramos. 
 
2.2      Concepción general del sistema del prototipo  
 
La manera conceptual se muestra en la Figura 1-2, el sistema general del prototipo, el cual se 
encuentra constituido por elementos tales como la parte estructural mecánica de sistema 
cartesiano.  Parte de procesamiento de la imagen que incluye generación de código G y envió de 
datos por comunicación serial, por consecuencia estos van a la tarjeta de desarrollo donde se 
procesa la información y actúa con el fin de generar las imágenes en relieve. 
Para poder comprender la lógica de la concepción del sistema que conforma el prototipo, se va 
realizar una guía como una guía de ejecución.  
 
 Parte desde una imagen digital la cual puede ser tomada desde una fotografía o descargada 
de internet en formato PNG, SVG y JPEG. 
 Consiguientemente se tiene que pasar al ordenador donde se realizan operaciones a las 
imágenes y se procede a generar el G-code. 
 Al obtener el código g se carga al host desde donde se va a realizar él envió de todos los 




 Pasa luego a la parte de ejecución mecánica de las instrucciones antes generadas, el robot 
cartesiano debe reconocer cada uno de los comandos y ejecutar desde la tarjeta de 
desarrollo que es de donde se controla el robot. 
 Estos comandos hacen que el driver que controlan los motores se muevan por toda el área 
de trabajo. 
 A su vez la electrónica adicional del robot, hace posible el control de los actuadores extra 
necesarios para poder realizar la imagen en relieve.  
 Los actuadores finales como son actuador neumático y cabezal de impresión actúan de 
manera coordinada con el prototipo.  
 
 
    Figura 1-2:    Concepción general del sistema de prototipo.  






2.3        Diseño de la arquitectura del prototipo 
  
El robot al ser un compendio de un sistema en conjunto se procede a realizar la arquitectura del 
mismo en la Figura 2-2, se muestra su arquitectura. Se muestran ocho bloques los cuales se 
observa la interconexión interna del robot, conformado por elementos como: 
 
  Sensor óptico el cual tiene como objetivo censar si existe papel. 
  Actuador neumático es utilizado para la ubicación de papel en el área de trabajo. 
  Final de carrera como prevención en caso de que se salga de la trayectoria. 
 Cabezal de impresión punzón con el que se realizara la deformación de papel para realizar 
las imágenes. 
 Motores pasó a paso.    
 
 
     Figura 2-2:    Diseño de la arquitectura del prototipo. 
       Realizado por:    (MUNGABUSI Angel, 2018) 
 
2.4      Selección de los elementos para el prototipo 
 
A continuación, se especifican algunas de las particularidades de los elementos del prototipo. 
 
2.4.1   Arduino Mega 2560 
 
Para el prototipo se utiliza Arduino Mega 2650 debido a su versatilidad al momento de 
implementar proyectos robóticos con características cartesianas. Arduino Mega es el seleccionado 
para el proyecto por contar con mayor número de terminales de entrada y salida (E/S), ya que esto 




nuestro proyecto requiere de actuadores extra los cuales maneja sin inconvenientes. En la Figura 




                    Figura 3-2:    Arduino Mega 2560 
                            Realizado por:    (MUNGABUSI Angel, 2018) 
 
Sus principales características se muestran en la Tabla 1-2. Adicionalmente se puede revisar parte 
las características de la tarjeta de desarrollo Arduino Mega en el Anexo A.  
 
Tabla 1-2:    Características del Arduino Mega 2560 
Nombre del producto Arduino Mega 2560 
Procesador ATMEGA2560 
Voltaje operativo 5V DC 
Terminales E/S 54 terminales (E/S) de ellos 14 son PWM 
Entradas analógicas 16 Analógicas  
Memoria Flash 256K 
Realizado por:    (MUNGABUSI Angel, 2018) 
Fuente:    (“Arduino Mega 2560 R3”, 2014) 
 
 
2.4.2    Sensores para el prototipo 
 
A continuación se muestra los sensores utilizados para implementar el prototipo, los cuales son 
dos el primero es el sensor óptico que tiene como función detectar la hoja de papel y el sensor de 






- Sensor Óptico TCRT5000L 
 
Ideal para detectar un cambio en la superficie sobre el cual se trabaja y  cuenta con un 
sensor óptico reflectivo infrarrojo y que combinado con un circuito integrado como 
comparador de voltaje hace la detección de cambio de una manera eficiente y precisa 
(Geekbot Electronics, 2018). En la Figura 4-2 se muestra el sensor óptico. 
 
 
                                      Figura 4-2:    Sensor óptico reflexivo  
                                                     Realizado por:   (MUNGABUSI Angel, 2018) 
 
 
Las características relevantes se muestran en la Tabla 2-2, y parte de sus características en el 
Anexo B. 
 
Tabla 2-2:    Características principales del sensor TCRT5000L 
Nombre del Producto Sensor Óptico  
Voltaje de operativo 5V DC 
Distancia de detección 10mm-25mm 
Dimensiones  32x14x10 mm 
Peso 3 gramos  
Salida Digital [“1”-“0”] lógico  
Realizado por:    (MUNGABUSI Angel, 2018) 
Fuente:    (Geekbot Electronics, 2018) 
 
- Sensor de contacto (final de carrera) 
 
Este sensor es mayormente utilizado en el área de actuadores lineales para determinar si 
su elemento terminal ha llegado al final de la trayectoria y consecuentemente parar el 





                                  Figura 5-2:    Sensor de contacto 
                                                                 Realizado por:    (MUNGABUSI Angel, 2018) 
 
También se encuentran parte del Datasheet en el Anexo C y sus características principales 
en la Tabla 3-2. 
 
Tabla 3-2:    Características principales del sensor de contacto. 
Nombre del producto Sensor de contacto 
Voltaje operativo 5V DC 
Elementos Auxiliares Luces piloto 
Dimensiones  10x30x0.7mm 
Terminales de conexión  Vcc-Out-Gnd 
                  Realizado por:    (MUNGABUSI Angel, 2018) 
                  Fuente:    (Bart Meijer, 2014) 
 
 2.4.3   Shield Ramps 1.4  
 
Esta placa modular que permite el control de un driver para poder manejar un motor a pasos y su 
principal uso es para impresión 3D así también para robots cartesianos de propósito general. La 
placa es amplia tiene también características especiales como poder manejar actuadores tipo 
servomotor, sensores ópticos y de contacto adicionalmente se le puede acoplar un LCD y una 
tarjeta de memoria para poder imprimir directamente desde esa ubicación sin tener un host 







                                            Figura 6-2:    Shield Ramps 1.4 
                                                             Realizado por:    (MUNGABUSI Angel, 2018) 
 
Las características técnicas principales se muestran en la Tabla 4-2 y la conexión  de la placa se 
muestran la página oficial, la misma que está en el Anexo D. 
 
Tabla 4-2:    Principales características de la Ramps 1.4 
Nombre del producto Ramps 1.4 
Voltaje de trabajo 12V DC 
Placa modular de conexión  Arduino Mega 2560 
Dimensiones  100x60x10.5mm 
Realizado por:    (MUNGABUSI Angel, 2018) 
Fuente:   (Jhonny R, 2018) 
 
2.4.4   Diseño de circuitos para el prototipo 
 
A continuación se muestra los diagramas de los circuitos extra que fueron necesario, básicamente 
su funcionalidad radican en el manejo de la electrónica de potencia para activar los actuadores 
dentro de ellos están el mini compresor de aire y el solenoide que posteriormente se especificara 
respectivamente. 
 
- Circuito para el control del sensor óptico y control del mini compresor de aire. 
 
El mini compresor de aire necesita de un voltaje de 12V  que deben ser conmutados por  
el Arduino con la salida de 5V para poder activar el actuador. También del mismo se 
deriva el circuito para detectar el papel con el sensor óptico. 
Para controlar el mini compresor de aire se realiza un conmutador electrónico mediante 
un transistor de potencia IRFZ44N pueden revisar parte de las características técnicas en 
el Datasheet en el Anexo F.  
Con la Ecuación 1-2 se determina la resistencia requerida para obtener una intensidad de 











R: resistencia de conmutación que habilita el terminal Gate del transistor IRFZ44N. 
VG : Voltaje del Gate 
IG : Intensidad mínima para activar el transistor 
 
Al conocer el voltaje de salida de la Ramps 1.4 de 5V DC, y  una intensidad mínima 
requerida de 25 a 250 miliamperios para garantizar el funcionamiento se ha tomado el 
valor de 50 miliamperios al aplicar la Ecuación 1-2  como resultado R igual a 10kohms. 
 
La resistencia R2 que tiene un valor de 100kohms se conecta hacia GND mismo que 
permite mantener un cero lógico y la intensidad de corriente mínima de 0.1miliamperios 
que impida que el transistor se active por ruido o fallas. Para las resistencias R4 y R5 son 
calculadas del mismo modo que R ya que el transistor Q1 tiene las mismas características 
que el irfz44n y realiza un trabajo idéntico. 
 A continuación se describe las conexiones del circuito mostrado en la Figura 7-2. 
 
 Los conectores J1 y J2 se acoplan a los terminales del Auxiliar 3 y al terminal D9 
de Ramps 1.4  respectivamente. 
 Terminal J3 se conecta al mini compresor de aire  en paralelo a estos se encuentra 
el diodo D1 rectificador así también el capacitor C1, con el objetivo de prevenir 
los voltajes en inversa y el ruido del motor individualmente. 
 J4 es la alimentación de 12V DC para el mini compresor de aire. 
 Adicionalmente a esto se tiene un diodo led (D2) que tiene la función de alertar 
si está en funcionamiento todo el circuito como luz piloto.  
 El diodo D3 y el capacitor C2 tiene el objetivo de proteger el circuito del 
transistor Q2 del zumbador, que tiene como objetivo alertar la falta de papel en 







                              Figura 7-2:    Diagrama del circuito para el mini compresor de aire y 
sensor óptico. 
                                                            Realizado por:    (MUNGABUSI Angel, 2018) 
 
 
- Circuito de potencia para el control del solenoide 
 
La electrónica para el control del solenoide está basado en un circuito integrado LM555, 
las características están en el datasheet (Anexo E), su funcionamiento radica en generar 
pulsos a cierta frecuencia y estos ser relevados por el MOSFET IRFZ44N características  
(Anexo F), el cual realiza el trabajo ON/OFF del solenoide. En la Figura 8-2 se muestra 
el diagrama del circuito de potencia del solenoide. 
 
Para esto se  toma en cuenta la fuerza que tiene el solenoide que es de 6 Newton la cual 
es la idónea para deformar el papel y generar los puntos en relieve. 
Para hallar los valores de los componentes del circuito que determinan la frecuencia de 
conmutación del circuito LM555 en modo astable, se parte de la velocidad con la que el 
robot se va a mover en las trayectorias. 
 
Velocidad del Robot en los ejes cartesianos: 1000(milímetros/Minuto) 
Con la Ecuación 2-2, permite obtener los tiempos con los cuales el solenoide realiza el 
trabajo de troquelado para realizar el relieve en la hoja de papel(Uriel Mendez, 2016). 

























































DTC: Ciclo de trabajo del solenoide 
On: tiempo de encendido del solenoide 
Off: Tiempo de apagado del solenoide 
 
 El ciclo de trabajo se mide de manera porcentual y los límites de encendido en el 
10% si se desea trabajar al voltaje máximo soportado por el solenoide y obtener 
la fuerza total de la misma. 
 Con esto se obtiene un siclo de trabajo de DTC=10%=0.1 
 Al igual que para la escritura como para los símbolos e imágenes se detalla en la 
norma NTE INEN 2850. Donde sita que el espacio entre centros de puntos 
contiguos la medida debe ser entre 2.4-2.75mm, para el caso se ha tomado el 
valor 2.75mm con el objetivo de tener una resolución optima y no dañar la hoja 
de papel (NTE INEN, 2014).  
 Con esto se ha determinado que para recorrer 2.75mm con una velocidad de 
16.666 mm/seg es necesario un tiempo de 180 milisegundos, este tiempo entre 
dos puntos de relieve es el tiempo que el solenoide debe estar en estado de 
apagado.  
 Off= 180 milisegundos 
 Queda por remplazar valores de la Ecuación 1-2, y determinar el valor de 
encendido: 
 On =20 milisegundos 
 
Con esto se procede a realizar los cálculos para hallar la frecuencia del circuito oscilador 
cumpla con las condiciones antes mencionadas. 
La ecuación 3-2, se determina el tiempo de bajo del oscilador (Floyd, 2010, p. 824).  
Ecuación 3-2:    Tiempo de salida está en bajo. 
𝑡𝑙 = 0.694𝑅2𝐶𝑒𝑥 
Donde: 
Tl: tiempo de salida en bajo 
R2: Resistencia que para el caso es RV2 en el diagrama 
Cex: Es el capacitor externo del diagrama de la Figura 8-2 
Ecuación 4-2:    Tiempo de salida está en Alto. 
𝑡ℎ = 0.694𝑅1𝐶𝑒𝑥 
Donde: 
Th: tiempo de salida en alto 




Cex: Capacitor externo. 
 
Se determina los valores de las resistencias RV1 y RV2, se toma como valor predefinido 
del capacitor de 10uF (microfaradios) y realizar pruebas si se puede alcanzar el valor de 




𝑅2 = 27.7𝐾Ω 
𝑅1 = 3.08𝐾Ω 
R2 y R1 resistencias para el circuito oscilador que requiere el integrado LM555. En la 
Figura 8.2 se muestra el circuito esquemático con los valores previamente calculados. 
 
 
 Figura 8-2:    Diagrama del circuito de control de solenoide 
                    Realizado por:    (MUNGABUSI Angel, 2018) 
 
 
2.4.5   Selección de actuadores  
 
La presente sección determina los actuadores a utilizarse para el prototipo. 
 







































































Para que el robot realice movimientos lineales a lo largo de los ejes se ha elegido motor de pasos 
por su precisión. El motor de pasos permite precisión al momento de realizar las imágenes en 
relieve, También dota de versatilidad, reducido tamaño y bajo costo se elige el motor NEMA17   
en la Figura 9-2 se muestra su presentación.  
 
 
        Figura 9-2:    Motor a pasos Nema17. 
   Realizado por:    (MUNGABUSI Angel, 2018) 
 
Las características principales del motor Nema17 se muestran en la Tabla 5-2 y parte de su 
Datasheet en el Anexo G.   
 
Tabla 5-2:    Características principales del motor de pasos NEMA17 
Nombre del producto Nema17 
Voltaje de trabajo 12V DC 
Peso  0.28 Kilogramos 
Pasos/Revolución 200  
Exactitud  +-5% 
Clasificación IP 40 
Realizado por:    (MUNGABUSI Angel, 2018) 
Fuente:    (“Stepper-Motor-Support-Document.pdf”, s/f, p. 1) 
 
2.4.5.2   Solenoide como punzón Braille. 
 
Para realizar las imágenes en relieve es necesario realizarlos con un punzón, se realiza con un 
solenoide el mismo que al accionarse golpeara con la fuerza necesaria para deformar la hoja de 
papel y genera puntos que en conjunto forman las imágenes en relieve. En la Figura 10-2 se 






                                      Figura 10-2:    Solenoide seleccionado. 
                                                    Realizado por:    (MUNGABUSI Angel, 2018) 
 
   
 Las características técnicas del solenoide en la Tabla 6-2 (PotentialLabs, 2018). 
 
                                Tabla 6-2:    Características técnicas del solenoide elegido 
Nombre del producto Solenoide electroimán de CC 
Modelo JF-0630B 
Voltaje nominal 24V DC 
Tipo Pull Push 
Corriente nominal 300 mA 
Fuerza y trazo 6N / 10mm 
Tamaño  30x20x18mm 
Tamaño del embolo 7x58mm (Máx.*L) 
Longitud del Cable 19 cm 
Material Metal y partes eléctricas 
Peso 46g 
                                            Realizado por:    (MUNGABUSI Angel, 2018) 
                                            Fuente:    (PotentialLabs, 2018) 
   
 
 





El prototipo debe contar con alimentación automática de papel para la elaboración de las imágenes 
tangibles, por esa razón se ha implementado un sistema por succión basado en una bomba de 
vacío y una ventosa anclada al efector final del prototipo, la  misma que tiene la tarea de ubicar 




 Figura 11-2:    Mini compresor de aire.  
                                                               Realizado por:    (MUNGABUSI Angel, 2018) 
 
La Tabla 7-2 muestra las características principales del mini compresor de aire y en el Anexo H 
se encuentran el documento con algunas de las especificaciones técnicas. 
 
Tabla 7-2:    Especificaciones técnicas de mini compresor de aire.  
Nombre del Producto AIRPO 
Modelo D2028B 
Voltaje de trabajo 12V DC 
Potencia  12W 
Rango de flujo 12 a 15 (Litros por minuto) 
Rango de presión  0 a 32 PSI 
Realizado por:    (MUNGABUSI Angel, 2018) 
Fuente:    (SparkFun, 2018) 
 
Ventosa  
Un elemento adicional necesario para el uso del mini compresor es una ventosa la cual nos ayuda 






                                              Figura 12-2:    Ventosa de succión.  
                                                                Realizado por:    (MUNGABUSI Angel, 2018) 
 
Los datos de las principales características de muestra en el Anexo I los datos técnicos se 
presentan en la Tabla 8-2. 
 
Tabla 8-2:    Datos técnicos de ventosa 
Nombre del producto Ventosa  
Modelo VC-33ª 
Tipo de anillo de juta Hembra 1/8 NPT 
Material  Silicona 
Tipo de montaje Roscado 
Realizado por:    (MUNGABUSI Angel, 2018) 
Fuente:    (Vi-Cas, 2018) 
 
2.5       Selección alimentación para el prototipo 
 
La alimentación para el prototipo se eligió en base al requerimiento tanto como del voltaje y de 
corriente por etapas, para la etapa de potencia del solenoide se eligió una fuente de 30 voltios  
requerido a una corriente de 500mA, por otra parte todo el sistema del prototipo funciona con 12 
Voltios y se requiere una corriente de 2.5  se elige la fuente micro ATX  (Acteck, 2018). En la 






                   Figura 13-2:    Fuente de alimentación micro ATX. 
                          Realizado por:    (MUNGABUSI Angel, 2018) 
 
Adicionalmente se muestra parte del Datasheet sobre la fuente micro ATX  en el Anexo J y sus 
principales características en la Tabla 8-2. 
 
Tabla 8-2:    Características principales fuente de alimentación micro ATX 
Nombre del producto Fuente micro ATX  
Potencia 500W 
Rango de operación  100 VAC - 240VAC 
Voltaje de salida +12V, +5V, +3.3V, -12V DC  
Dimensiones  60*120.5*100mm 
Realizado por:     (MUNGABUSI Angel, 2018) 
Fuente:    (Acteck, 2018) 
 
La fuente de 30V DC para alimentar el solenoide es una fuente de computadora.  
 
2.6       Esquema de conexión para el prototipo 
 
Culminado el proceso de selección de todos los elementos que constituyen el prototipo. 
Donde se acopla los elementos de forma gráfica y conectar a forma de bus de datos los cables y 
no de forma individual para evitar  confusiones dentro de la conexión, también en lo posible se 
ha realizado las líneas de conexión con diferente color para una mejor visualización de los 




conexión sean comprensible.  Como parte central de la conexión se parte del Arduino Mega 2560, 
sobre ella se acopla la Ramps 1.4. Se muestra en la Figura 14-2. 
 
 
                  Figura 14-2:    Conexión inicial de Ramps 1.4 sobre Arduino Mega 2560.  
                         Realizado por:    (MUNGABUSI Angel, 2018) 
 
Esto de forma modular, a partir de ello se realiza la conexión con las fuentes de poder, así también 
los circuitos adicionales implementados para el control del mini compresor de aire, además para 
el control de solenoide y sensor de papel. En la Figura 15-2 se observa el esquema de conexión. 
 
 
Figura 15-2:    Esquema de conexión para el prototipo. 




El esquema de conexión del robot se muestra a continuación.  
 
 Arduino Mega es la parte central de las conexiones, sobre los terminales de esta se coloca 
de forma modular la Ramps 1.4, como se observa en la Figura 14-2. 
 La alimentación es suministrada por la fuente ATX Slim, tanto al Arduino como también 
a los circuitos adicionales por los conectores F1 y F2 con 12V DC respectivamente.  
 Desde los terminales de conexión x, y de la Ramps 1.4 se conecta con los motores a pasos 
mediante los terminales xA (Eje X) & yA (Eje Y). 
 Los finales de carrera Fc1 y Fc2 se conectan a los terminales de la Ramps 1.4, llamados 
X- y Y-.  
 Desde la Ramps 1.4 se conecta el terminal D10 hacia T1 que es la conexión de control 
para el circuito. 
  Del terminal T2 se conecta con el solenoide.  
 El terminal T3 se conecta con la fuente de alimentación para el solenoide de 30V DC. 
 Aux 3 se conecta mediante un bus de datos hacia c1 el cual permite comunicar sobre la 
situación del sensor de papel y control del mini compresor de aire.  
 C2 se comunica mediante un bus de datos hacia el sensor de papel. 
 El terminal C3 se conecta al mini compresor de aire.  
 
2.7      Software para  el prototipo 
 
Se basa en tecnologías de código abierto, como el Entorno de Desarrollo Integrado (IDE) de 
Arduino, adicionalmente se hace uso de editores de gráficos vectoriales y un host alojado en la 
computadora para enviar la información al prototipo con esto se dará cumplimiento con los 
requerimientos.  
 
2.7.1     Requerimientos de software por el prototipo 
 
 Manejo de imágenes vectoriales para posteriormente generar el  Gcode 
 Enviar mediante comunicación serial la información de Gcode hacia el robot para su 
interpretación. 
 Generación de comandos complementarios para las funciones extra del robot. 
 Control de movimiento del robot que tiene estructura cartesiana 
 Permitir el manejo de actuadores  





2.7.2     Generación de comandos (Gcode) con Inkscape 
 
Para el proyecto se hace uso de un editor de gráficos, ya que al querer realizar imágenes en relieve 
estas con anterioridad requieren de un tratamiento y posterior generación de su código g para que 
así el prototipo pueda imprimir dicha gráfica se ha optado por el uso de Inkscape por ser un 
programa de código abierto y amplio uso para generación de gcode para cortadoras laser y 
fresadoras, con base en ello se ha procedido a incorporar una función nueva que genera las 
trayectorias así como el manejo de actuadores como el mini compresor de aire y el servomotor 
como actuador lineal (Inkscape, 2018). 
El programa diseñado como una función adicional es desarrollada en lenguaje de programación 
Python, se ha hecho uso de ella porque es versátil y las extensiones de Inkscape están 
desarrolladas sobre Python se hace uso de última versión 3.7.0 que se descarga de la página oficial 
(Python, 2018).  
De forma adicional se usa un editor de código fuente gratuito que puede manejar Python llamado 
Notepad++ versión 7.5 que se descarga desde la página oficial de la misma (NotepadPlusPlus, 
2018). 
  
En la Figura 16-2, en la barra de menú se dirige a extensiones dentro de ella en la pestaña Generate 
Braille Gcode, que es la nueva función que se añade al programa Inkscape.  
 
 
          Figura 16-2:    Función añadida llamada Generate Braille Gcode. 





Finalmente se abre la pestaña BRAILLE MUNGABUSI, el cual abre una venta donde se puede 
configurar los parámetros de impresión para el prototipo, que se muestra en la Figura 17-2. 
 
 
                                     Figura 17-2:    Ventana de configuración de parámetros para la 
impresión. 
                                                              Realizado por:    (MUNGABUSI Angel, 2018) 
 
Al dar en el botón aplicar se genera los comandos código G que a posterior se  interprete y genere 
las figuras en relieve. 
 
Ciclo de generación de comandos para prototipo: 
 
Los comandos se generan por la función BRAILLE MUGABUSI, siguen una secuencia la cual 
permite al prototipo, ubicarse en el área e imprimir las imágenes en relieve y símbolos Braille al 
hacer uso de comandos G y M especiales configurados para el propósito.   
 
 Ubica al prototipo en el origen con el comando G1 X0Y0 
 Apaga el mini compresor con el comando especial  M42 P44 S0 
 Servomotor se ubica en la posición de 0 grados con el comando especial  M280 P0 S0 
 Apaga el solenoide con el comando especial M106 P0 S0 
  Sensor de papel espera el valor de lógico de Alto (1) con el comando M226 P42 S1 
 Ubicar el prototipo en la posición G1 X75Y350 
 Servomotor a 60 grados  M280 P0 S60, con el comando se pretende poner la ventosa 




 Activar el mini compresor M42 P44 S255, succiona la hoja de papel por la ventosa.  
 Servomotor a 45 grados M280 P0 S45 con esto se levanta la hoja 
 Ubicar el prototipo en la posición G1 X75Y0, ubica la hoja de papel en el área de trabajo 
 Servomotor a 60 grados  M280 P0 S60, baja la hoja de papel sujeta por la ventosa 
 Apagar mini compresor M42 P44 S0 suelta la hoja de papel en el área de trabajo 
 Ubica al robot en la posición G1 X0Y0 regresa al origen para iniciar con la impresión. 
 Generación de código G de las trayectorias del gráfico y símbolos Braille.  
 
Para poder revisar de una manera detallada se muestra en el Anexo K el código fuente de 
BRAILLE MUNGABUSI  que se añadió a Inkscape desarrollada en lenguaje de programación 
Python versión 7.5.0.  
 
2.7.3     Software para el manejo del prototipo Repetier-Host 
 
El prototipo requiere de un host que maneje él envió de los comandos antes generados desde  el 
editor de gráficos Inkscape BRAILLE MUNGABUSI, para ello se ha elegido el Repetier-Host  el 
mismo que tiene como uso el manejo de impresoras 3D, basadas en sistemas cartesianos y otros, 
las funciones que añade como: Intuitivo, Interfaz amigable y configurable a las necesidades de 
los usuarios, por tal razón lo ha hecho ideal para el proyecto, también cabe mencionar que es de 
código abierto y esto facilita el acople con las tecnologías antes mencionadas y poder cumplir con 
los requerimientos, en la Figura 18-2 se muestra el entorno de trabajo del software Repetier-Host 
(Repetier, 2018)  
 
 
               Figura 18-2:    Interfaz de Repetier-Host. 







 Permite edición del  Gcode  
 Control manual del robot  
 Permite vista previa de la figura 
 
También posee una ventana de control manual de donde se puede ubicar al prototipo hasta la 
posición cero (origen) en el caso de que se pierda la energía o problemas de ubicación con el 
prototipo, como se  muestra en la Figura 19-2. 
 
 
                               Figura 19-2:    Ventana de control manual del prototipo. 
                                                                 Realizado por:    (MUNGABUSI Angel, 2018) 
 
 
2.7.4     Diagrama de flujo del intérprete de comandos Marlin del prototipo 
 
El funcionamiento del prototipo requiere de un software para la interpretación de los comandos 
G y M los cuales proceden del Repetier-Host, el mismo debe comandar todas las actividades desde 
el procesador hacia la parte actuante del prototipo. 
Se ha seleccionada el firmware Marlin, que está diseñada  para impresoras 3D basadas en Arduino 
Mega y con la Ramps 1.4 esto facilita que otros proyectos que requieran de manejo de sistemas 




Servomotores, Interpretación de comandos M se descarga de la página oficial (MarlinFirmware, 
2018). En la Figura 20-2 se muestra el diagrama de flujo del intérprete de comandos. 
 
Ciclo de repetición  
 
 Inicia comunicación serial 
 Verifica si esta tiene comando G o M 
 Interpreta los comandos G y M 
 Finaliza la comunicación 
 
 
Figura 20-2:    Diagrama de flujo interprete de comandos Marlin. 
                                  Realizado por:    (MUNGABUSI Angel, 2018) 
 
2.7.5     Diagrama de flujo del proceso de impresión del prototipo 
 
El proceso de impresión  toma al prototipo una sucesión de movimientos al interpretar los 
comandos que hacen ubicarse en posiciones específicas para ubicar el papel así también seguir 
las trayectorias y efectuar el golpe del punzón para realizar el relieve. 
 





 Ubicar el robot en el origen 
 Apaga mini compresor para evitar que este activado por error 
 Servomotor a 0 grados esto evita que el actuador choque con arrastre la herramienta. 
 Punzón Braille apagado evita enclavamiento al inicio del funcionamiento. 
 Verifica si existe papel en la bandeja con sensor  
 Traslada al cabezal de impresión a la posición X75Y350 
 Servomotor a 60 grados para sujetar la hoja de papel 
 Activar mini compresor succiona la hoja de papel 
 Servomotor 45 grados levanta la hoja 
 Ubicar al robot a la posición X75Y0 se dirige con la hoja de papel al área de trabajo. 
 Servomotor a 60 grados baja la hoja de papel 
 Desactivar mini compresor suelta la hoja 
 Servomotor a 45 grados se recoge el actuador lineal 
 Ubicar el robot en la posición X0Y0 se traslada al origen para inicial con la impresión  
 Interpreta los comandos G y M para realizar las imagines en relieve. 
 






Figura 21-2:    Diagrama de flujo de la ejecución de comandos. 
Realizado por:    (MUNGABUSI Angel, 2018) 
 
2.8    Diseño mecánico para el Prototipo   
 
Antes de elaborar la parte mecánica del prototipo se toma en consideración el área de trabajo 
donde la maquina tiene que desempeñar sus funciones para ello se realiza la selección de papel. 
 
- Selección de papel 
 
Para la elaboración de las imágenes en relieve se requiere de hojas de papel ya que es el 
material utilizado de manera común y más asequible en el mercado, cabe mencionar el 
papel debe tener un espesor de 120 gramos/m2, el mismo que permite su durabilidad por 
tiempo de uso, también se debe tomar en cuenta que el papel seleccionado será en formato 
A4  ya que es una medida estándar a nivel mundial, permite determinar que el área de 




2.8.1    Estructura mecánica cartesiana para la implementación del prototipo 
 
El sistema XY también se lo denomina pórtico horizontal, está compuesto por módulos 
individuales que mueve sus ejes de manera independiente, para generar un movimiento en 2D, 
esto permite al prototipo tener gran rigidez mecánica y estructura robusta para la aplicación el 
sistema es accionado por correa dentada ya que esto permite carreras muy largas a grandes 
velocidades a esto se añade que puede transportar cargas pesadas (FESTO, 2018).  
En la Figura 22-2, se muestra el sistema pórtico horizontal. 
 
 
                    Figura 22-2:    Estructura mecánica cartesiana pórtico horizontal. 
                            Realizado por:    (MUNGABUSI Angel, 2018) 
 
2.8.3   Diseño y simulación de la estructura mecánica en SOLIDWORKS 2016  
 
El diseño asistido por computadora (CAD), permite elaborar esquemas 2D y 3D del modelado 
mecánico, para el prototipo se ha optado por diseñar la estructura y realizar la impresión 3D de 
las piezas con esto se pretende un mejor acople del sistema mecánico de manera precisa y obtener 
resultados de acuerdo a los requerimientos necesarios del prototipo. 
 Utilizado una herramienta de software CAD llamada SolidWorks 2016, se caracteriza por su 
entorno de fácil manejo y su popularidad en el área académica (SOLIDWORKS, 2018). 






                   Figura 23-2:    Acople de varilla en SolidWorks 2016.  
                          Realizado por:    (MUNGABUSI Angel, 2018) 
 
- Componentes mecánicos adicionales  
 
Para poder implementar la mecánica del prototipo se procedió a  adquirir elementos 
adicionales como: 
 Polea dentada GT2 (NaylampMecatronics, 2018a).  
 Correa dentada GT2 (NaylampMecatronics, 2018a). 
 Rodamientos lineales SC8UU (NaylampMecatronics, 2018b).  
 Varilla lisa  de hierro diámetro 8mm   
 Cadena de arrastre 
En la Figura 24-2 de aprecia el modelo 3D de la simulación mecánica del prototipo. 
 
              Figura 24-2:    Simulación de la estructura mecánica del prototipo en SolidWorks 
2016.   




La impresión de las 7 piezas mecánicas que conforman la parte de sujeción de los ejes y motores 
del prototipo se realizaron en la impresora 3D de la marca ULTIMACHINE modelo Mendelmax2 
en la Figura 25-2 se muestra su presentación.  
 
 
                        Figura 25-2:    Impresora 3d Ultimachine Mendelmax2.  


















                                                    CAPÍTULO III 
 
 
3.       ANALISIS  DE RESULTADOS DEL PROTOTIPO 
 
En capítulo actual se compone de los resultados obtenidos tanto en funcionalidad y su impresión 
de imágenes tangibles y texto braille que cumplan con la normativa INEN 2850. Adicionalmente 
de presenta el análisis de costo, en la Figura 1-3 se muestra el prototipo implementado.  
 
 
                Figura 1-3:    Implementación del prototipo final. 
                      Realizado por:    (MUNGABUSI Angel, 2018) 
 
3.1      Pruebas de impresión del prototipo 
 
En esta sección se presenta las pruebas de impresión tanto de imágenes en relieve así también 
como su texto braille que describe cada figura.  
 
3.1.1      Prueba de gráficos en relieve  
 
El sistema utilizado para realizar las imágenes en relieve se basa en el sistema de grabado o 
empastado esto deforma la hoja de papel para generar el relieve tanto de puntos para los gráficos 
así también para el texto braille. 
Estos puntos y relieve están regidos por la normativa INEN 2850, Anexo L donde se especifica 




Para realizar las pruebas se va a tomar 20 muestras con calibrador universal para evaluar cada 
parámetro de gráficos y de símbolos Braille luego se procederá a comparar estos datos con la 
normativa INEN 2850 con esto se pretende conocer si el prototipo cumple con los requerimientos 
establecidos por la normativa para la elaboración de figuras en relieve y símbolos Braille para 
invidentes. El calibrador universal puede tomar medidas aproximadas teniendo en cuenta el error 
humano también la deformación de la hoja de papel al momento de realizar la medición.  
En la Figura 2-3 se muestra la imagen digital y su respectiva representación  en figura en relieve 
(NTE INEN, 2014).  
 
 
                                Figura 2-3:    Gráfico digital y posterior impresión en relieve.  
                                            Realizado por:     (MUNGABUSI Angel, 2018) 
 
 
- Prueba de distancia de ancho total entre puntos en relieve 
Las medidas tomadas con un calibrador universal se muestran en la Figura 3-3. 
 
  Figura 3-3:    Toma de medida de ancho total entre puntos en relieve. 





Se tomaron las muestras las cuales se fueron comparando con la normativa INEN 2850  y su 
representación se muestra en el Gráfico 1-3 
 
 
     Gráfico 1-3:    Relación de medidas de ancho entre puntos respecto a límites superior e 
inferior de la normativa. 
              Realizado por:    (MUNGABUSI Angel, 2018) 
 
 
El Gráfico 1-3 muestra las medidas  de ancho entre puntos tomados de la Figura 3-3 y representado 
en paralelo con los límites por normativa INEN 2850, que ratifica la correcta elaboración de 
dichos puntos y que el prototipo cumple con los requerimientos establecidos por normativa.  
 
- Prueba de distancia entre centros de puntos contiguos  
 
Permite delimitar los espacios entre puntos contiguos para una mayor resolución de las imágenes, 






                                      Figura 4-3:    Medida de ancho de centro de puntos con calibrador 
universal. 
                                                            Realizado por:    (MUNGABUSI Angel, 2018) 
 
Gráfico 2-3 representa las muestras tomadas y  realcionadas en un gráfico de control a los limites  
superior e inferior de la normativa INEN 2850 para la distancia entre puntos contiguos.  
 
 
         Gráfico 2-3:    Relación de medidas distancia entre puntos contiguos. 






En el Gráfico 2-3 se observa que dos muestras que representan el 10% del total están por debajo 
del límite de distancia de centro de punto, esto no representa ningún inconveniente en la gráfica 
tangible ya que esto incrementa la resolución, es por el hecho que las imágenes en relieve pueden 
ser representadas por una serie de puntos o una línea en relieve continua. 
 
- Prueba de relieve de los puntos  
 
El relieve de las imágenes es determinante ya que el tacto tiene que percibir estos y poder 
interpretar, es por esa razón que según la normativa INEN 2850 la altura mínima del relieve es de 
0.5 mm, se ha realizado mediciones con el calibrador universal mostrado en la Figura 5-3. 
 
 
                   Figura 5-3:    Medida de alto de relieve con calibrador universal 
                           Realizado por:    (MUNGABUSI Angel, 2018) 
 
En la Gráfica 3-3 se muestran las 20 medidas del alto de relieve en paralelo con el mínimo 






     Gráfico 3-3:    Relación de medidas respecto al mínimo del relieve regida por normativa 
INEN 2850. 
             Realizado por:    (MUNGABUSI Angel, 2018) 
 
 
Mediante el Gráfico 3-3  se puede ratificar el correcto funcionamiento del prototipo al momento 
de elaborar el alto relieve ya que está por encima de la altura mínima, esto permite tener mayor 
sensibilidad al tacto al instante de ser percibido por el invidente.  
 
- Prueba de  diámetro de la base de los puntos 
 
Depende de la base de impresión donde el solenoide que se usa como punzón braille golpea y 
deforma la hoja de papel, para ello también se procedió a limar la parte del émbolo del solenoide 
y obtener la dimensión adecuada como punzón braille, al realizar las pruebas respectivas se 
determinó que el ángulo de ataque  debe tener  70 grados, esto permite que el punzón no se trabe 






                          Figura 6-3:    Medida de ancho de base de punto con calibrador universal. 
                                           Realizado por:    (MUNGABUSI Angel, 2018) 
 
En el Gráfico 4-3 se ha tomado muestra y representado en una gráfica de líneas. 
 
 
        Gráfico 4-3:    Medidas de la dase de puntos respecto a la normativa INEN 2850 en límite 
máximo y mínimo. 
             Realizado por:    (MUNGABUSI Angel, 2018) 
 
 
Las medidas tomadas y representadas en comparación a los límites por normativa en el Gráfico 
4-3, fueron realizadas con una superficie de impresión de madera esto permite la permanencia del 






3.1.2     Prueba de impresión de escritura braille 
 
En la normativa INEN 2850 se menciona que los símbolos o para el caso de estudio figuras en 
relieve deben tener escrito su en braille su significado, en la Figura 7-3 se muestra la figura de un 
perro y en la parte inferior el respectivo simbología en braille. 
 
 
                   Figura 7-3:    Imagen  con descripción en braille. 
                                                                 Realizado por:     (MUNGABUSI Angel, 2018) 
 
 
El Sistema braille es indispensable para los invidentes ya que describe la imagen y de esa manera 
pueden obtener la información y generar una imagen mental en este caso la Figura 7-3 de lo que 
es un perro, el prototipo puede realizar este lenguaje la normativa así lo requiere, basado en esto 
se procede a realizar las diferentes pruebas. En la Figura 8-3 se muestra los símbolos Braille 
generados por el prototipo.  
 
 
 Figura 8-3:    Símbolos Braille generado por el prototipo. 




- Prueba distancia horizontal entre centros de punto continuo 
 
Las pruebas para el lenguaje Braille se realiza igual que las pruebas de gráficos tangibles se toman 
20 muestras con el calibrador universal y su posterior análisis. La medida para la distancia 
horizontal de centro de punto continuo se muestra en la  Figura 9-3. 
 
 
                           Figura 9-3:    Medida de distancia de centro de punto horizontal con calibrador 
universal. 
                                      Realizado por:    (MUNGABUSI Angel, 2018) 
 
 Gráfico 8-3 se muestra  la distancia horizontal entre centros de puntos medidos respecto a los 







Gráfico 5-3:    Medidas de centro de punto horizontal respecto de límites regidos por 
normativa. 
             Realizado por:   (MUNGABUSI Angel, 2018) 
 
La Gráfica 5-3, ratifica la exactitud y precisión de la elaboración de centro de punto horizontal de 
un símbolo braille con una efectividad del 100%.  
 
- Prueba distancia vertical entre centros de puntos  
 




                               Figura 10-3:    Medida de distancia vertical entre centros de puntos tomados 
por el calibrador universal. 




Gráfico 6-3 representa una comparación de las muestras tomadas respecto a los límites de la 
normativa INEN 2850. 
 
 
      Gráfico 6-3:    Medidas de centro de punto vertical respecto a límites regidos por normativa. 
         Realizado por: (MUNGABUSI Angel, 2018) 
 
En la Gráfico 6-3, se denota la medida obtenida es de 2.45mm y  es la constante mediante todas 
las mediciones realizadas con esto se comprueba que la escritura braille realizada por el prototipo 
cumple con los requerimientos de elaboración de escritura braille.  
 
- Prueba distancia entre los centros de puntos idénticos de celdas contiguas 
 
Esta medida es determinante ya que el sentido táctil es inferior al visual es por esa razón que cada 
celda del sistema braille debe estar separado con la misma distancia, ya que de no ser así se puede 
confundir las letras del lenguaje Braille. La toma de muestras con el calibrador universal se 





                               Figura 11-3:    Toma de medida de centro de puntos idénticos celdas 
contiguas con calibrador universal. 
                                                   Realizado por:    (MUNGABUSI Angel, 2018) 
 
En el Gráfico 7-3 se muestra las medidas realizadas con respecto a la normativa la cual mantiene 




      Gráfico 7-3:    Medidas centro de punto celdas contiguas respecto a los límites de normativa 
INEN 2850. 




Las distancias medidas de los centros de puntos de celdas contiguas mostradas en el Gráfico 7-3 
respecto de la normativa tiene una variabilidad con una diferencia de 0.1 milímetros  respecto del 
límite inferior. 
 
- Prueba diámetro de la base de puntos 
 
Valor entre 1.2mm a 1.9mm por la normativa  INEN 2850. En la Figura 12-3 se muestra la toma 
de medidas de la base de puntos. 
 
                             Figura 12-3:     Medida de base de puntos toma de muestras con calibrador 
universal. 
                                             Realizado por:    (MUNGABUSI Angel, 2018) 
 
En la Gráfica 8-3 se muestra las medidas tomadas de forma que se pueda comparar con los límites 






     Gráfico 8-3:    Diámetro de la base de puntos en relación a límites de la normativa INEN 
2850.  
              Realizado por:    (MUNGABUSI Angel, 2018) 
 
El Gráfico 8-3 muestra las medidas tomadas una tendencia al límite inferior de 1.2 milímetros con 
una diferencia de 0.1 mm con esto se ratifica que la generación de la base de puntos se encuentra 
dentro de los rangos especificados por normativa.  
- Prueba relieve de los puntos. 
La prueba consiste en tomar 20 muestras con un calibrador universal su presentación se observa 
en la Figura13-3. 
 
 
                  Figura 13-3:     Medida de relieve de puntos con calibrador universal. 





 En la Gráfico 9-3 la comparativa en base al límite inferior del alto relieve. 
 
            Gráfico 9-3:    Medidas de relieve de punto con respecto al mínimo permitido por 
norma. 
                         Realizado por:    (MUNGABUSI Angel, 2018) 
 
Gráfico 9-3 representa de manera clara que el relieve generado por el prototipo es superior a la 
medida mínima permitida por normativa con esto se concluye que cumple con los requerimientos. 
 
- Prueba Ancho y Alto 




                                     Figura 14-3:    Toma de muestras del ancho del símbolo braille. 




Gráfico 10-3 donde se muestra el resultado de las mediciones y representadas en paralelo con los 
limites por normativa INEN 2850. 
 
         Gráfico 10-3:    Resultado de mediciones de ancho de celta. 
             Realizado por:    (MUNGABUSI Angel, 2018) 
El Gráfico 10-3 muestra dos líneas horizontales que básicamente se solapan esto entre los datos 
medidos y el límite inferior de ancho de celda con esto se concluye que las pruebas anteriores 
ratifican efectividad en la elaboración de escritura braille. 
- Prueba del alto de celda 
Figura 15-3 muestra la toma de medida del alto de la celda.  
 
                                 Figura 15-3:    Toma de muestras del alto del símbolo braille. 
                                             Realizado por:    (MUNGABUSI Angel, 2018) 
 






       Gráfico 11-3:    Resultado de medidas del alto de la celda con respecto a límites de 
normativa. 
                    Realizado por:    (MUNGABUSI Angel, 2018) 
 
El Gráfico 11-3 muestra que para el caso las medidas  tomadas se sobrepone con el límite inferior 
permitido por la normativa esto a un tamaño de letra de 20 puntos que ratifica la precisión y 
exactitud de la elaboración de texto Braille.   
 
3.1.3     Prueba de estabilidad del prototipo 
 
Se imprime nueve veces una imagen y texto braille luego se procede a tomar medidas de un  punto 
y la distancia entre puntos. Se procede a determinar el coeficiente de variación porcentual, 
considerando que a menor sea este valor mayor homogeneidad en los valores de la variable 
medida con esto se prueba la repetitividad  precisión y exactitud  del prototipo (Walpole, 2012, p. 
15).    
 
 X: Distancia respecto del borde lateral hacia el punto generado. 
 Y: Distancia respecto del borde inferior hacia el punto generado. 
 A: Distancia idénticas entre celdas contiguas. 
 B: Diámetro de la base de punto.  
 C: centro de punto horizontal 
 D: centro de punto vertical 
 E: Alto de la celda 
 F: Ancho de la celda 




 En la Figura 16-3 se aprecia toma de medidas para la figura en relieve.   
 
 
                        Figura 16-3:    Toma de medidas de parámetros para figura. 
                                 Realizado por:    (MUNGABUSI Angel, 2018) 
 
 
La Tabla 1-3 muestra  el resultado de la toma de medidas de los parámetros indicados  y resultados 
del análisis estadístico.  
 
Tabla 1-3:    Análisis de las muestras tomadas de las figuras en relieve para el estudio estadístico. 
N° X(mm) Y(mm) A(mm) B(mm) R(mm) 
1 42 85 2.7 1.2 0.6 
2 42 84.5 2.5 1.2 0.5 
3 41 83 2.6 1.2 0.5 
4 42 80 2.7 1.1 0.6 
5 41.5 85 2.5 1.2 0.5 
6 41 84.5 2.5 1.2 0.5 
7 42 84 2.6 1.2 0.6 
8 43 82 2.7 1.2 0.6 
9 42 83 2.6 1.2 0.6 
Valor medio 41.833 83.444 2.600 1.189 0.556 
Desviación Estandar 0.612 1.648 0.087 0.033 0.053 
Coef de variación % 1.464 1.975 3.331 2.804 9.487 
 
Realizado por:    (MUNGABUSI Angel, 2018) 
 
El análisis de la Tabla 1-3, se puede observar que el coeficiente de variación porcentual va de 




analizado. Se puede concluir que en el proceso de impresión de las imágenes, el prototipo 
implementado es estable. 
 
En la Figura 17-3, se muestra los parámetros adicionales que se deben medir para evaluar la 
estabilidad en la elaboración de texto braille como son:  
 
 
                       Figura 17-3:    Toma de medidas de parámetros para simbología braille.  
                                          Realizado por:    (MUNGABUSI Angel, 2018) 
 
En la Tabla 2-3 muestra la toma de medidas de los parámetros en milímetros indicados en la 
Figura 17-3 y resultados del análisis estadístico para determinar variabilidad en la repetitividad 



















     Tabla 2-3:    Análisis de las muestras tomadas de símbolos braille para el estudio estadístico. 
N° 
X(mm) Y(mm) A(mm) B(mm) C(mm) D(mm) E(mm) F(mm) R(mm) 
1 39 50 4 1.2 2.5 2.4 6.2 4.1 0.6 
2 39 49.5 4 1.3 2.5 2.45 6.2 4.1 0.6 
3 40 48 4 1.2 2.5 2.4 6.3 4.1 0.6 
4 38.5 49 4 1.2 2.5 2.4 6.2 4.1 0.6 
5 39 50 4 1.3 2.5 2.45 6.2 4.1 0.6 
6 40 50.5 4 1.2 2.5 2.4 6.2 4.1 0.6 
7 39.5 49 4 1.2 2.5 2.4 6.2 4.1 0.6 
8 39 48 4 1.3 2.5 2.45 6.2 4.1 0.6 
9 40 49 4 1.3 2.5 2.45 6.2 4.1 0.6 
Valor medio 39.333 49.222 4.000 1.244 2.500 2.422 6.211 4.100 0.600 
Desviación Estandar 0.559 0.870 0.000 0.053 0.000 0.026 0.033 0.000 0.000 
Coef de variación % 1.421 1.768 0.000 4.235 0.000 1.088 0.537 0.000 0.000 
      Realizado por:    (MUNGABUSI Angel, 2018) 
 
El análisis de la Tabla 2-3, se puede que el coeficiente de variación porcentual el 0% a 4.23% 
obtenido, representa que poca variabilidad entre los valores del conjunto de datos analizado como 
conclusión que al repetir el proceso de impresión de escritura Braille se puede decir que el 
prototipo es estable ante la repetitividad del proceso. 
 
3.1.4    Prueba de legibilidad de escritura Braille y figuras en relieve del prototipo vs impresora 
braille.  
 
El propósito de la prueba es validar si la escritura braille y la figura en relieve elaborada por el 
prototipo son legibles a la percepción táctil. Se procede a realizar tres impresiones de escritura 
Braille y figura en relieve por el prototipo e impresora braille, posteriormente se evalúa a cinco 
personas con discapacidad visual si pueden o no identificar claramente el documento, luego se 
tabula y se halla el porcentaje personas que pudieron identificar la escritura Braille y figura en 
relieve elaborada por el prototipo versus la impresora braille.  
 
La Tabla 3-3 representa las personas evaluadas para determinar la legibilidad de la escritura braille 
y las figuras en relieve elaboradas por el prototipo versus una impresora braille. 
Donde: 
F1P, F2P, F3P: Figura relieve elaborado por el prototipo  
F1I, F2I, F3I: Figura relieve elaborado por impresora braille  
E1P, E2P, E3P: Escritura Braille elaborado por el Prototipo 






Tabla 3-3:    Evaluación de legibilidad  
Figura y escritura 1 2 3 4 5 TOTAL % legible por Figura y Escritura 
braille 
F1P 1 1 1 1 1 100 
F2P 1 1 1 1 1 100 
F3P 1 1 1 1 1 100 
Total % legible FP  100 
F1I 1 1 1 1 1 100 
F2I 1 0 1 1 1 80 
F3I 1 1 1 1 1 100 
Total % legible FI  93.3 
E1P 1 1 1 1 1 100 
E2P 1 1 1 1 1 100 
E3P 1 1 1 1 1 100 
Total % legible EP  100 
E1I 1 1 1 1 1 100 
E2I 1 1 1 1 1 100 
E3P 1 1 1 1 1 100 
Total % legible FI  100 
TOTAL % legible por persona 91.6 91.6 100 91.6 100 94.96                          95 
Realizado por:    (MUNGABUSI Angel, 2018) 
 
De la prueba se puede concluir que el 100% de las personas con discapacidad visual evaluadas 
pudieron comprender la escritura braille y la figura en relieve elaborada por el prototipo, en contra 
posición del 93 - 100% con la impresora braille respectivamente. También se puede decir que 
para evaluar las figuras en relieve se requiere de agudizar la percepción táctil y conocimiento 
adquirido.  
 
3.1.5    Prueba de comparación de figura patrón con la resultante 
 
Consiste en imprimir a tinta en una hoja de papel una figura, luego imprimir la misma figura con 
el prototipo y evaluar si las líneas en relieve, así como la de tinta se sobreponen de esta manera 
se verifica la exactitud y precisión de la impresión de figuras en relieve. En la Figura 18-3 se 
muestra el método de evaluación de la prueba.  
Se puede concluir que las figuras en relieve como la de impresa a tinta se solapan en una sola 






                      Figura 18-3:    Sobre posición de imágenes a tinta con relieve 
                               Realizado por:    (MUNGABUSI Angel, 2018) 
 
3.2        Tiempo de impresión de imágenes en relieve 
 
A diferencia de algunas impresoras comerciales que tiene como matriz de generación los puntos 
conformados para toda la plantilla de la hoja, el prototipo utiliza de forma punto flotante esto 
quiere decir que se puede realizar punto en relieve en cualquier parte de la hoja de papel. 
El tiempo es determinado por la suma procesos iniciales que realiza el prototipo antes de 
comenzar con la ejecución de la impresión. Se a toma el tiempo de cada ejecución es por ello que 















          Tabla 4-3:    Tiempos de impresión de imágenes en relieve y texto. 












00:01:00 00:00:45 -25% 
Impresión por 
carácter Braille 
00:00:05 00:00:03 -40% 
Ubicación de hoja 
de papel 
00:01:00 00:00:40 -33% 
Posicionamiento 
del servomotor 
00:00:01 00:00:005 -65% 
TOTAL 00:02:06 00:01:27 -40.75% 
              Realizado por:    (MUNGABUSI Angel, 2018) 
 
En la Tabla 4-3 muestra el tiempo real de impresión por el prototipo es menor en un 40.75% en 
promedio respecto al tiempo estimado. En la Figura 19-3 se muestra la impresión de gráfico y 
símbolo braille. Parte de esto se puede calcular que para imprimir una hoja completa solo de texto 
braille tendría un tiempo estimado de 30 minutos con 48 segundos, tienen en cuenta que una hoja 
tiene 24 filas de 29 caracteres cada una para completar la hoja pero el tiempo real es de 18 minutos.  
 
 
                                  Figura 19-3:    Impresión de imagen en relieve y texto braille. 





3.3       Puesta en marcha del prototipo general 
 
La prueba se realizó ya con el prototipo implementado y funcional donde se realizó la calibración 
del punto inicial X0Y0, también prueba de comunicación serial y actuadores como resultado 
ningún fallo en la misma.  
Adicionalmente se probó el algoritmo el cual parte desde el editor de gráficos vectoriales 
Inkscape, este tiene el objetivo de posicionar la hoja de papel en el área de trabajo de manera 
correcta, ubicarla y quitarla al termina la impresión de las imágenes en relieve y su respectivo 
texto. 
También se ajustó de mejor manera la correa dentada GT2, esta tendía con correr en banda con el 
motor de pasos, esto provocaba que perdiera pasos y la imagen se distorsionara por completo y el 
prototipo perdiera su posicionamiento, con esto se solucionó este problema mecánico. 
Se diseñó la guía de manguera en 3D y su posterior impresión, que ayude  de soporte para el tubo 
que va desde el mini compresor de aire hasta la ventosa ya que este producía error al posicionar 
la hoja de papel en el área de trabajo una tendencia hacia la izquierda respecto al prototipo.    




    Figura 20-3:    Puesta en marcha del prototipo. 
                                                         Realizado por:    (  MUNGABUSI Angel, 2018) 
 
Para la prueba de funcionamiento se procedió realizar las conexiones por los diferentes terminales 
DB9 hacia la parte móvil del prototipo que son los actuadores, continua con el proceso se realizó 
la conexión hacia la parte de comunicación por cable USB que comunica al Arduino con la PC, 




también se verifico que ningún actuador este en modo encendido al momento de encender la 
fuente de alimentación. 
 
3.4      Potencia de consumo del prototipo 
 
Permite determinar la potencia de consumo total del prototipo y poder compararla con impresoras 
de tinta convencional con esto se pretende identificar donde se puede mejorar y hacer uso de 
menos energía para mover el mecanismo en futuras actualizaciones. En la Tabla 5-3 se muestra 
la potencia de consumo.  
 
Tabla 5-3:    Potencia de consumo total de energía eléctrica. 





Corriente (I) Potencia (W) 
Arduino Mega 2560 5 0.04 0.2 
Ramps 1.4 12 0.2 2.4 
Motores a pasos 12 1 12 
Mini compresor de vacío 12 1 12 
Servomotor MG90S 5 0.1 0.5 
Solenoide 30 0.3 9 
Finales de carrera 5 0.01 0.05 
Placa de circuitos extra 12 1.5 18 
Sensor óptico 5 0.3 1.5 
POTENCIA DE CONSUMO TOTAL 55.65 
Realizado por :     (MUNGABUSI Angel, 2018) 
 
El consumo de potencia del prototipo es de 55.65W durante la impresión, que es el 28% de la 
potencia total utilizada por una impresora convencional de tinta. 
  
3.5       Análisis económico del prototipo 
 
La Tabla 6-3 muestra los costos por cada elemento que constituye el prototipo, cabe mencionar 
que el mini compresor de aire se realizó una importación desde Estados Unidos que incremento 




Los costos de impresión 3D son variables dependen básicamente el lugar donde se las realice y el 
material para el prototipo se utilizó PLA, es por ello que se tiene estos valores mostrados a 
continuación. 
 
      Tabla 6-3:    Costo total del prototipo. 
Prototipo Componentes Cantidad Costo 
PROTOTIPO 
Arduino Mega 2560 1 $20 
Ramps 1.4 1 $15 
Driver A4988 2 $10 
Motores a Paso 2 $30 
Mini compresor de vacío 1 $45 
Servomotor MG90S 2 $14 
Solenoide 1 $9 
Finales de carrera 2 $6 
Fuente de 30V 1 $15 
Fuente MICROATX 1 $20 
Placa de circuitos extra 1 $15 
Impresión 3D 7(Piezas) $50 





COSTO TOTAL DEL PROTOTIPO $380.50 
      Realizado por:    (MUNGABUSI Angel, 2018) 
 
El costo total del prototipo es de 380.50 dólares americanos al comparar con una impresora 
comercial la cual tiene un costo elevado de miles de dólares americanos con el prototipo se ha 



















 Se implementó un robot cartesiano, para la elaboración de figuras en relieve enfocado a 
personas con discapacidad visual basado en la normativa INEN 2850, trabaja con papel 
estándar A4, con un tamaño de letra de 20 puntos.  
 
 El prototipo implementado utiliza el 60%  del tiempo real de impresión de figuras y 
escritura estimado por el Host, por lo que se puede concluir que el tiempo empleado en 
el proceso de impresión es óptimo. 
 
 De las pruebas realizadas se determinó que la  potencia consumida por el prototipo es de 
55.65W durante en una tarea de impresión y es el 28% de la potencia total requerida por 
una impresora de tinta comercial lo que concluye que el equipo desarrollado tiene 
características de consumo similar con equipos comerciales de iguales propósitos. 
 
 Al analizar los costos de implementación del prototipo implementado y compararlo con 
el de equipos comerciales de similares características se determinó que este representa 
apenas el 10%  de inversión, lo que se puede concluir que el equipo implementado es de 
bajo costo, aun si duplicara el valor al incluir el rubro de mano de obra y costos para  
mejorar su estética 
 
 De las pruebas realizadas para evaluar la estabilidad del prototipo implementado, 
aplicado a los valores  relacionados con  la normativa  INEN 2850 para generar el símbolo 
braille y al emplear  el coeficiente de correlación lineal de Pearson, se obtuvo valores 
menores al 10%,  valor aceptado dentro de los rangos que delimitan la estabilidad de un 
sistema.   
 
 De las pruebas de  impresión realizadas para evaluar el cumplimiento de la normativa 
INEN 2850 se obtuvo un 100% de apego a los estándares establecidos, por lo que se 
puede concluir que el prototipo implementado cumple con los requerimientos 












 Incorporar módulos de impresión de papel continuo, aviso por altavoz e impresión por 
red. 
 
 Realizar un estudio del prototipo para mejorar los tiempos de impresión. 
 
 Mejorar el mecanismo de elaboración del relieve con ello bajar los niveles de ruido 
generados por el solenoide. 
 
 Desarrollar un programa que permita el manejo de figuras y escritura braille con control 
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Anexo H: Datos característicos de la 




















































Anexo K: Código Fuente del plugin 
Braille Mungabusi.  
#!/usr/bin/env python  
""" 
 
Modified by ANGEL RODRIGO MUNGABUSI SISA 
based on Jay Johnson 2015, J Tech Photonics, Inc., 
jtechphotonics.com  
 
based on Adam Polak 2014, polakiumengineering.org 
 
based on Copyright (C) 2009 Nick Drobchenko, nick@cnc-
club.ru 
based on gcode.py (C) 2007 hugomatic...  
based on addnodes.py (C) 2005,2007 Aaron Spike, 
aaron@ekips.org 
based on dots.py (C) 2005 Aaron Spike, aaron@ekips.org 
based on interp.py (C) 2005 Aaron Spike, aaron@ekips.org 
based on bezmisc.py (C) 2005 Aaron Spike, aaron@ekips.org 
based on cubicsuperpath.py (C) 2005 Aaron Spike, 
aaron@ekips.org 
 
This program is free software; you can redistribute it and/or 
modify 
it under the terms of the GNU General Public License as 
published by 
the Free Software Foundation; either version 2 of the License, 
or 
(at your option) any later version. 
 
This program is distributed in the hope that it will be useful, 
but WITHOUT ANY WARRANTY; without even the 
implied warranty of 
MERCHANTABILITY or FITNESS FOR A PARTICULAR 
PURPOSE.  See the 
GNU General Public License for more details. 
 
You should have received a copy of the GNU General Public 
License 
along with this program; if not, write to the Free Software 
Foundation, Inc., 59 Temple Place, Suite 330, Boston, MA  
02111-1307  USA 
""" 
import inkex, simplestyle, simplepath 














_ = gettext.gettext 
 
  
### Check if inkex has errormsg (0.46 version doesnot have 
one.) Could be removed later. 
if "errormsg" not in dir(inkex): 
    inkex.errormsg = lambda msg: 





    
ax,ay,bx,by,cx,cy,x0,y0=bezmisc.bezierparameterize(((bx0,
by0),(bx1,by1),(bx2,by2),(bx3,by3))) 
    dx=3*ax*(t**2)+2*bx*t+cx 
    dy=3*ay*(t**2)+2*by*t+cy 
    if dx==dy==0 :  
        dx = 6*ax*t+2*bx 
        dy = 6*ay*t+2*by 
        if dx==dy==0 :  
            dx = 6*ax 
            dy = 6*ay 
            if dx==dy==0 :  
                print_("Slope error x = %s*t^3+%s*t^2+%s*t+%s, 
y = %s*t^3+%s*t^2+%s*t+%s,  t = %s, dx==dy==0" % 
(ax,bx,cx,dx,ay,by,cy,dy,t)) 
                print_(((bx0,by0),(bx1,by1),(bx2,by2),(bx3,by3))) 
                dx, dy = 1, 1 
                 
    return dx,dy 




    pattern = re.compile(re.escape(old),re.I) 












math.pi2 = math.pi*2 
straight_tolerance = 0.0001 
straight_distance_tolerance = 0.0001 
engraving_tolerance = 0.0001 
loft_lengths_tolerance = 0.0000001 
options = {} 











intersection_recursion_depth = 10 
intersection_tolerance = 0.00001 
 
styles = { 
        "loft_style" : { 
                'main curve':    simplestyle.formatStyle({ 'stroke': 
'#88f', 'fill': 'none', 'stroke-width':'1', 'marker-
end':'url(#Arrow2Mend)' }), 
            }, 
        "biarc_style" : { 
                'biarc0':    simplestyle.formatStyle({ 'stroke': '#88f', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'biarc1':    simplestyle.formatStyle({ 'stroke': '#8f8', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'line':        simplestyle.formatStyle({ 'stroke': '#f88', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'area':        simplestyle.formatStyle({ 'stroke': '#777', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.1' }), 
            }, 
        "biarc_style_dark" : { 
                'biarc0':    simplestyle.formatStyle({ 'stroke': '#33a', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'biarc1':    simplestyle.formatStyle({ 'stroke': '#3a3', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'line':        simplestyle.formatStyle({ 'stroke': '#a33', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'area':        simplestyle.formatStyle({ 'stroke': '#222', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.3' }), 
            }, 
        "biarc_style_dark_area" : { 
                'biarc0':    simplestyle.formatStyle({ 'stroke': '#33a', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.1' }), 
                'biarc1':    simplestyle.formatStyle({ 'stroke': '#3a3', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.1' }), 
                'line':        simplestyle.formatStyle({ 'stroke': '#a33', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.1' }), 
                'area':        simplestyle.formatStyle({ 'stroke': '#222', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.3' }), 
            }, 
        "biarc_style_i"  : { 
                'biarc0':    simplestyle.formatStyle({ 'stroke': '#880', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'biarc1':    simplestyle.formatStyle({ 'stroke': '#808', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'line':        simplestyle.formatStyle({ 'stroke': '#088', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'area':        simplestyle.formatStyle({ 'stroke': '#999', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.3' }), 
            }, 
        "biarc_style_dark_i" : { 
                'biarc0':    simplestyle.formatStyle({ 'stroke': '#dd5', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'biarc1':    simplestyle.formatStyle({ 'stroke': '#d5d', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'line':        simplestyle.formatStyle({ 'stroke': '#5dd', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'1' }), 
                'area':        simplestyle.formatStyle({ 'stroke': '#aaa', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.3' }), 
            }, 
        "biarc_style_lathe_feed" : { 
  
 
                'biarc0':    simplestyle.formatStyle({ 'stroke': '#07f', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'.4' }), 
                'biarc1':    simplestyle.formatStyle({ 'stroke': '#0f7', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'.4' }), 
                'line':        simplestyle.formatStyle({ 'stroke': '#f44', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'.4' }), 
                'area':        simplestyle.formatStyle({ 'stroke': '#aaa', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.3' }), 
            }, 
        "biarc_style_lathe_passing feed" : { 
                'biarc0':    simplestyle.formatStyle({ 'stroke': '#07f', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'.4' }), 
                'biarc1':    simplestyle.formatStyle({ 'stroke': '#0f7', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'.4' }), 
                'line':        simplestyle.formatStyle({ 'stroke': '#f44', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'.4' }), 
                'area':        simplestyle.formatStyle({ 'stroke': '#aaa', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.3' }), 
            }, 
        "biarc_style_lathe_fine feed" : { 
                'biarc0':    simplestyle.formatStyle({ 'stroke': '#7f0', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'.4' }), 
                'biarc1':    simplestyle.formatStyle({ 'stroke': '#f70', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'.4' }), 
                'line':        simplestyle.formatStyle({ 'stroke': '#744', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'.4' }), 
                'area':        simplestyle.formatStyle({ 'stroke': '#aaa', 
'fill': 'none', "marker-end":"url(#DrawCurveMarker)", 
'stroke-width':'0.3' }), 
            }, 
        "area artefact":         simplestyle.formatStyle({ 'stroke': 
'#ff0000', 'fill': '#ffff00', 'stroke-width':'1' }), 
        "area artefact arrow":    simplestyle.formatStyle({ 
'stroke': '#ff0000', 'fill': '#ffff00', 'stroke-width':'1' }), 
        "dxf_points":             simplestyle.formatStyle({ "stroke": 
"#ff0000", "fill": "#ff0000"}), 
         










    minx,miny,maxx,maxy = None,None,None,None 
    for subpath in csp: 
        for sp in subpath :  
            for p in sp: 
                minx = min(minx,p[0]) if minx!=None else p[0] 
                miny = min(miny,p[1]) if miny!=None else p[1] 
                maxx = max(maxx,p[0]) if maxx!=None else p[0] 
                maxy = max(maxy,p[1]) if maxy!=None else p[1] 
    return minx,miny,maxx,maxy         
 
 
def csp_segment_to_bez(sp1,sp2) : 
    return sp1[1:]+sp2[:2] 
 
 
def bound_to_bound_distance(sp1,sp2,sp3,sp4) : 
    min_dist = 1e100 
    max_dist = 0 
    points1 = csp_segment_to_bez(sp1,sp2) 
    points2 = csp_segment_to_bez(sp3,sp4) 
    for i in range(4) : 
        for j in range(4) : 
            min_, max_ = 
line_to_line_min_max_distance_2(points1[i-1], points1[i], 
points2[j-1], points2[j]) 
            min_dist = min(min_dist,min_) 
            max_dist = max(max_dist,max_) 
            print_("bound_to_bound", min_dist, max_dist) 
    return min_dist, max_dist 
     
def csp_to_point_distance(csp, p, dist_bounds = [0,1e100], 
tolerance=.01) : 
    min_dist = [1e100,0,0,0] 
    for j in range(len(csp)) : 
        for i in range(1,len(csp[j])) : 
            d = csp_seg_to_point_distance(csp[j][i-
1],csp[j][i],p,sample_points = 5, tolerance = .01) 
            if d[0] < dist_bounds[0] :  
#                draw_pointer( list(csp_at_t(subpath[dist[2]-
1],subpath[dist[2]],dist[3])) 
#                    +list(csp_at_t(csp[dist[4]][dist[5]-
1],csp[dist[4]][dist[5]],dist[6])),"red","line", comment = 
math.sqrt(dist[0])) 
                return [d[0],j,i,d[1]] 
  
 
            else :  
                if d[0] < min_dist[0] : min_dist = [d[0],j,i,d[1]] 
    return min_dist 
             
def csp_seg_to_point_distance(sp1,sp2,p,sample_points = 5, 
tolerance = .01) : 
    ax,ay,bx,by,cx,cy,dx,dy = csp_parameterize(sp1,sp2) 
    dx, dy = dx-p[0], dy-p[1] 
    if sample_points < 2 : sample_points = 2 
    d = min( [(p[0]-sp1[1][0])**2 + (p[1]-sp1[1][1])**2,0.], 
[(p[0]-sp2[1][0])**2 + (p[1]-sp2[1][1])**2,1.]    )     
    for k in range(sample_points) : 
        t = float(k)/(sample_points-1) 
        i = 0 
        while i==0 or abs(f)>0.000001 and i<20 :  
            t2,t3 = t**2,t**3 
            f = (ax*t3+bx*t2+cx*t+dx)*(3*ax*t2+2*bx*t+cx) + 
(ay*t3+by*t2+cy*t+dy)*(3*ay*t2+2*by*t+cy) 




            if df!=0 : 
                t = t - f/df 
            else :     
                break 
            i += 1     
        if 0<=t<=1 :  
            p1 = csp_at_t(sp1,sp2,t) 
            d1 = (p1[0]-p[0])**2 + (p1[1]-p[1])**2 
            if d1 < d[0] : 
                d = [d1,t] 




dist_bounds = [0,1e100], sample_points = 5, tolerance=.01) :  
    # check the ending points first 
    dist =    
csp_seg_to_point_distance(sp1,sp2,sp3[1],sample_points, 
tolerance) 
    dist += [0.] 
    if dist[0] <= dist_bounds[0] : return dist 
    d = 
csp_seg_to_point_distance(sp1,sp2,sp4[1],sample_points, 
tolerance) 
    if d[0]<dist[0] : 
        dist = d+[1.] 
        if dist[0] <= dist_bounds[0] : return dist 
    d =    
csp_seg_to_point_distance(sp3,sp4,sp1[1],sample_points, 
tolerance) 
    if d[0]<dist[0] : 
        dist = [d[0],0.,d[1]] 
        if dist[0] <= dist_bounds[0] : return dist 
    d =    
csp_seg_to_point_distance(sp3,sp4,sp2[1],sample_points, 
tolerance) 
    if d[0]<dist[0] : 
        dist = [d[0],1.,d[1]] 
        if dist[0] <= dist_bounds[0] : return dist 
    sample_points -= 2 
    if sample_points < 1 : sample_points = 1 
    ax1,ay1,bx1,by1,cx1,cy1,dx1,dy1 = 
csp_parameterize(sp1,sp2) 
    ax2,ay2,bx2,by2,cx2,cy2,dx2,dy2 = 
csp_parameterize(sp3,sp4) 
    #    try to find closes points using Newtons method 
    for k in range(sample_points) : 
        for j in range(sample_points) :  
            t1,t2 = float(k+1)/(sample_points+1), 
float(j)/(sample_points+1) 
            t12, t13, t22, t23 = t1*t1, t1*t1*t1, t2*t2, t2*t2*t2 
            i = 0 
            F1, F2, F = [0,0], [[0,0],[0,0]], 1e100 
            x,y   = ax1*t13+bx1*t12+cx1*t1+dx1 - 
(ax2*t23+bx2*t22+cx2*t2+dx2), 
ay1*t13+by1*t12+cy1*t1+dy1 - 
(ay2*t23+by2*t22+cy2*t2+dy2)             
            while i<2 or abs(F-Flast)>tolerance and i<30 : 
                #draw_pointer(csp_at_t(sp1,sp2,t1)) 
                f1x = 3*ax1*t12+2*bx1*t1+cx1 
                f1y = 3*ay1*t12+2*by1*t1+cy1 
                f2x = 3*ax2*t22+2*bx2*t2+cx2 
                f2y = 3*ay2*t22+2*by2*t2+cy2 
                F1[0] = 2*f1x*x +  2*f1y*y 
                F1[1] = -2*f2x*x -  2*f2y*y 
                F2[0][0] =  2*(6*ax1*t1+2*bx1)*x + 2*f1x*f1x + 
2*(6*ay1*t1+2*by1)*y +2*f1y*f1y 
                F2[0][1] = -2*f1x*f2x - 2*f1y*f2y 
                F2[1][0] = -2*f2x*f1x - 2*f2y*f1y  
                F2[1][1] = -2*(6*ax2*t2+2*bx2)*x + 2*f2x*f2x - 
2*(6*ay2*t2+2*by2)*y + 2*f2y*f2y 
                F2 = inv_2x2(F2) 
                if F2!=None : 
                    t1 -= ( F2[0][0]*F1[0] + F2[0][1]*F1[1] ) 
                    t2 -= ( F2[1][0]*F1[0] + F2[1][1]*F1[1] ) 








                    Flast = F 
                    F = x*x+y*y 
                else :  
                    break 
                i += 1 
            if F < dist[0] and 0<=t1<=1 and 0<=t2<=1: 
                dist = [F,t1,t2] 
                if dist[0] <= dist_bounds[0] :  
                    return dist 
    return dist             
 
 
def csp_to_csp_distance(csp1,csp2, dist_bounds = [0,1e100], 
tolerance=.01) :  
    dist = [1e100,0,0,0,0,0,0] 
    for i1 in range(len(csp1)) :  
        for j1 in range(1,len(csp1[i1])) : 
            for i2 in range(len(csp2)) : 
                for j2 in range(1,len(csp2[i2])) : 
                    d = 
csp_seg_bound_to_csp_seg_bound_max_min_distance(csp1
[i1][j1-1],csp1[i1][j1],csp2[i2][j2-1],csp2[i2][j2]) 
                    if d[0] >= dist_bounds[1] : continue 
                    if  d[1] < dist_bounds[0] : return 
[d[1],i1,j1,1,i2,j2,1] 
                    d = csp_seg_to_csp_seg_distance(csp1[i1][j1-
1],csp1[i1][j1],csp2[i2][j2-1],csp2[i2][j2], dist_bounds, 
tolerance=tolerance) 
                    if d[0] < dist[0] : 
                        dist = [d[0], i1,j1,d[1], i2,j2,d[2]] 
                    if dist[0] <= dist_bounds[0] :     
                        return dist 
            if dist[0] >= dist_bounds[1] :     
                return dist 
    return dist 
#    draw_pointer( list(csp_at_t(csp1[dist[1]][dist[2]-
1],csp1[dist[1]][dist[2]],dist[3])) 
#                + list(csp_at_t(csp2[dist[4]][dist[5]-
1],csp2[dist[4]][dist[5]],dist[6])), "#507","line") 
                     
                     
def csp_split(sp1,sp2,t=.5) : 
    [x1,y1],[x2,y2],[x3,y3],[x4,y4] = sp1[1], sp1[2], sp2[0], 
sp2[1]  
    x12 = x1+(x2-x1)*t 
    y12 = y1+(y2-y1)*t 
    x23 = x2+(x3-x2)*t 
    y23 = y2+(y3-y2)*t 
    x34 = x3+(x4-x3)*t 
    y34 = y3+(y4-y3)*t 
    x1223 = x12+(x23-x12)*t 
    y1223 = y12+(y23-y12)*t 
    x2334 = x23+(x34-x23)*t 
    y2334 = y23+(y34-y23)*t 
    x = x1223+(x2334-x1223)*t 
    y = y1223+(y2334-y1223)*t 
    return [sp1[0],sp1[1],[x12,y12]], 
[[x1223,y1223],[x,y],[x2334,y2334]], 
[[x34,y34],sp2[1],sp2[2]] 
     
def csp_true_bounds(csp) : 
    # Finds minx,miny,maxx,maxy of the csp and return their 
(x,y,i,j,t)  
    minx = [float("inf"), 0, 0, 0]                                                                                                                                                                                                                                                                                                                                                                                                                                 
    maxx = [float("-inf"), 0, 0, 0] 
    miny = [float("inf"), 0, 0, 0] 
    maxy = [float("-inf"), 0, 0, 0] 
    for i in range(len(csp)): 
        for j in range(1,len(csp[i])): 
            ax,ay,bx,by,cx,cy,x0,y0 = 
bezmisc.bezierparameterize((csp[i][j-1][1],csp[i][j-
1][2],csp[i][j][0],csp[i][j][1])) 
            roots = cubic_solver(0, 3*ax, 2*bx, cx)     + [0,1] 
            for root in roots : 
                if type(root) is complex and abs(root.imag)<1e-10: 
                    root = root.real 
                if type(root) is not complex and 0<=root<=1: 
                    y = ay*(root**3)+by*(root**2)+cy*root+y0   
                    x = ax*(root**3)+bx*(root**2)+cx*root+x0   
                    maxx = max([x,y,i,j,root],maxx) 
                    minx = min([x,y,i,j,root],minx) 
 
            roots = cubic_solver(0, 3*ay, 2*by, cy)     + [0,1] 
            for root in roots : 
                if type(root) is complex and root.imag==0: 
                    root = root.real 
                if type(root) is not complex and 0<=root<=1: 
                    y = ay*(root**3)+by*(root**2)+cy*root+y0   
                    x = ax*(root**3)+bx*(root**2)+cx*root+x0   
                    maxy = max([y,x,i,j,root],maxy) 
                    miny = min([y,x,i,j,root],miny) 
    maxy[0],maxy[1] = maxy[1],maxy[0] 
    miny[0],miny[1] = miny[1],miny[0] 
 












###        Generate Gcode 
###        Generates Gcode on given curve. 
### 
###        Crve defenitnion [start point, type = 
{'arc','line','move','end'}, arc center, arc angle, end point, 




    def generate_gcode(self, curve, layer, depth): 
        tool = self.tools 
        print_("Tool in g-code generator: " + str(tool)) 
        def c(c): 
            c = [c[i] if i<len(c) else None for i in range(6)] 
            if c[5] == 0 : c[5]=None 
            s = [" X", " Y", " Z", " I", " J", " K"] 
            r = ''     
            for i in range(6): 
                if c[i]!=None: 
                    r += s[i] + ("%f" % (round(c[i],4))).rstrip('0') 
            return r 
 
        def calculate_angle(a, current_a): 
            return  min(                     
                        [abs(a-current_a%math.pi2+math.pi2), 
a+current_a-current_a%math.pi2+math.pi2], 
                        [abs(a-current_a%math.pi2-math.pi2), 
a+current_a-current_a%math.pi2-math.pi2], 
                        [abs(a-current_a%math.pi2),             
a+current_a-current_a%math.pi2])[1] 
        if len(curve)==0 : return ""     
                 
        try : 
            self.last_used_tool == None 
        except : 
            self.last_used_tool = None 
        print_("working on curve") 
        print_("Curve: " + str(curve)) 
        g = "" 
 
        lg, f =  'G00', "F%f"%tool['penetration feed'] 
        penetration_feed = "F%s"%tool['penetration feed']  
        current_a = 0 
        for i in range(1,len(curve)): 
        #    Creating Gcode for curve between s=curve[i-1] and 
si=curve[i] start at s[0] end at s[4]=si[0] 
            s, si = curve[i-1], curve[i] 
            feed = f if lg not in ['G01','G02','G03'] else '' 
            if s[1]    == 'move': 
                g += "G1 " + c(si[0]) + "\n" + tool['gcode before 
path'] + "\n" 
                lg = 'G00' 
            elif s[1] == 'end': 
                g += tool['gcode after path'] + "\n" 
                lg = 'G00' 
            elif s[1] == 'line': 
                if lg=="G00": g += "G1 " + feed + "\n"    
                g += "G1 " + c(si[0]) + "\n" 
                lg = 'G01' 
            elif s[1] == 'arc': 
                r = [(s[2][0]-s[0][0]), (s[2][1]-s[0][1])] 
                if lg=="G00": g += "G1 " + feed + "\n" 
                if (r[0]**2 + r[1]**2)>.1: 
                    r1, r2 = (P(s[0])-P(s[2])), (P(si[0])-P(s[2])) 
                    if abs(r1.mag()-r2.mag()) < 0.001 : 
                        g += ("G2" if s[3]<0 else "G3") + c(si[0]+[ 
None, (s[2][0]-s[0][0]),(s[2][1]-s[0][1])  ]) + "\n" 
                    else: 
                        r = (r1.mag()+r2.mag())/2 
                        g += ("G2" if s[3]<0 else "G3") + c(si[0]) + " 
R%f" % (r) + "\n" 
                    lg = 'G02' 
                else: 
                    g += "G1 " + c(si[0]) + " " + feed + "\n" 
                    lg = 'G01' 
        if si[1] == 'end': 
            g += tool['gcode after path'] + "\n" 
        return g 
 
 
    def get_transforms(self,g): 
        root = self.document.getroot() 
        trans = [] 
        while (g!=root): 
            if 'transform' in g.keys(): 
                t = g.get('transform') 
                t = simpletransform.parseTransform(t) 
                trans = 
simpletransform.composeTransform(t,trans) if trans != [] else 
t 
                print_(trans) 
            g=g.getparent() 
        return trans  




    def apply_transforms(self,g,csp): 
        trans = self.get_transforms(g) 
        if trans != []: 
            simpletransform.applyTransformToPath(trans, csp) 
        return csp 
 
 
    def transform(self, source_point, layer, reverse=False): 
        if layer == None : 
            layer = self.current_layer if self.current_layer is not 
None else self.document.getroot() 
        if layer not in self.transform_matrix: 
            for i in range(self.layers.index(layer),-1,-1): 
                if self.layers[i] in self.orientation_points :  
                    break 
 
            print_(str(self.layers)) 
            print_(str("I: " + str(i))) 
            print_("Transform: " + str(self.layers[i])) 
            if self.layers[i] not in self.orientation_points : 
                self.error(_("Orientation points for '%s' layer have 
not been found! Please add orientation points using 
Orientation tab!") % 
layer.get(inkex.addNS('label','inkscape')),"no_orientation_p
oints") 
            elif self.layers[i] in self.transform_matrix : 
                self.transform_matrix[layer] = 
self.transform_matrix[self.layers[i]] 
            else : 
                orientation_layer = self.layers[i] 
                if len(self.orientation_points[orientation_layer])>1 
:  
                    self.error(_("There are more than one orientation 
point groups in '%s' layer") % 
orientation_layer.get(inkex.addNS('label','inkscape')),"more
_than_one_orientation_point_groups") 
                points = 
self.orientation_points[orientation_layer][0] 
                if len(points)==2: 




points[0][1][0]+points[0][1][1]] ] ] 
                if len(points)==3: 
                    print_("Layer '%s' Orientation points: " % 
orientation_layer.get(inkex.addNS('label','inkscape'))) 
                    for point in points: 
                        print_(point) 
                    #    Zcoordinates definition taken from 
Orientatnion point 1 and 2  
                    self.Zcoordinates[layer] = 
[max(points[0][1][2],points[1][1][2]), 
min(points[0][1][2],points[1][1][2])] 
                    matrix = numpy.array([ 
                                [points[0][0][0], points[0][0][1], 1, 0, 0, 
0, 0, 0, 0], 
                                [0, 0, 0, points[0][0][0], points[0][0][1], 
1, 0, 0, 0], 
                                [0, 0, 0, 0, 0, 0, points[0][0][0], 
points[0][0][1], 1], 
                                [points[1][0][0], points[1][0][1], 1, 0, 0, 
0, 0, 0, 0], 
                                [0, 0, 0, points[1][0][0], points[1][0][1], 
1, 0, 0, 0], 
                                [0, 0, 0, 0, 0, 0, points[1][0][0], 
points[1][0][1], 1], 
                                [points[2][0][0], points[2][0][1], 1, 0, 0, 
0, 0, 0, 0], 
                                [0, 0, 0, points[2][0][0], points[2][0][1], 
1, 0, 0, 0], 
                                [0, 0, 0, 0, 0, 0, points[2][0][0], 
points[2][0][1], 1] 
                            ]) 
                                 
                    if numpy.linalg.det(matrix)!=0 : 
                        m = numpy.linalg.solve(matrix, 
                            numpy.array( 
                                [[points[0][1][0]], [points[0][1][1]], [1], 
[points[1][1][0]], [points[1][1][1]], [1], [points[2][1][0]], 
[points[2][1][1]], [1]]     
                                        ) 
                            ).tolist() 
                        self.transform_matrix[layer] = [[m[j*3+i][0] 
for i in range(3)] for j in range(3)] 
                     
                    else : 
                        self.error(_("Orientation points are wrong! (if 
there are two orientation points they sould not be the same. If 
there are three orientation points they should not be in a 
straight line.)"),"wrong_orientation_points") 
                else : 
                    self.error(_("Orientation points are wrong! (if 
there are two orientation points they sould not be the same. If 
there are three orientation points they should not be in a 
straight line.)"),"wrong_orientation_points") 
 
            self.transform_matrix_reverse[layer] = 
numpy.linalg.inv(self.transform_matrix[layer]).tolist()         
            print_("\n Layer '%s' transformation matrixes:" % 
layer.get(inkex.addNS('label','inkscape')) ) 
            print_(self.transform_matrix) 
  
 
            print_(self.transform_matrix_reverse) 
 
            ###self.Zauto_scale[layer]  = math.sqrt( 
(self.transform_matrix[layer][0][0]**2 + 
self.transform_matrix[layer][1][1]**2)/2 ) 
            ### Zautoscale is absolete 
            self.Zauto_scale[layer] = 1 
            print_("Z automatic scale = %s (computed according 
orientation points)" % self.Zauto_scale[layer]) 
 
        x,y = source_point[0], source_point[1] 
        if not reverse : 
            t = self.transform_matrix[layer] 
        else : 
            t = self.transform_matrix_reverse[layer] 




    def transform_csp(self, csp_, layer, reverse = False): 
        csp = [  [ [csp_[i][j][0][:],csp_[i][j][1][:],csp_[i][j][2][:]]  
for j in range(len(csp_[i])) ]   for i in range(len(csp_)) ] 
        for i in xrange(len(csp)): 
            for j in xrange(len(csp[i])):  
                for k in xrange(len(csp[i][j])):  
                    csp[i][j][k] = self.transform(csp[i][j][k],layer, 
reverse) 
        return csp 
     
         
################################################
################################ 
###        Errors handling function, notes are just printed into 
Logfile,  
###        warnings are printed into log file and warning 
message is displayed but 
###        extension continues working, errors causes log and 
execution is halted 
###        Notes, warnings adn errors could be assigned to space 
or comma or dot  
###        sepparated strings (case is ignoreg). 
################################################
################################ 
    def error(self, s, type_= "Warning"): 
        notes = "Note " 
        warnings = """ 
                        Warning tools_warning 
                        bad_orientation_points_in_some_layers 
                        more_than_one_orientation_point_groups 
                        more_than_one_tool 
                        orientation_have_not_been_defined 
                        tool_have_not_been_defined 
                        selection_does_not_contain_paths 
                        
selection_does_not_contain_paths_will_take_all 
                        selection_is_empty_will_comupe_drawing 
                        
selection_contains_objects_that_are_not_paths 
                        """ 
        errors = """ 
                        Error      
                        wrong_orientation_points     
                        area_tools_diameter_error 
                        no_tool_error 
                        active_layer_already_has_tool 
                        active_layer_already_has_orientation_points 
                    """ 
        if type_.lower() in re.split("[\s\n,\.]+", errors.lower()) : 
            print_(s) 
            inkex.errormsg(s+"\n")         
            sys.exit() 
        elif type_.lower() in re.split("[\s\n,\.]+", 
warnings.lower()) : 
            print_(s) 
            if not self.options.suppress_all_messages : 
                inkex.errormsg(s+"\n") 
        elif type_.lower() in re.split("[\s\n,\.]+", notes.lower()) : 
            print_(s) 
        else : 
            print_(s) 
            inkex.errormsg(s)         
            sys.exit() 
     
     
################################################
################################ 
###        Get defs from svg 
################################################
################################ 
    def get_defs(self) : 
        self.defs = {} 
        def recursive(g) : 
            for i in g: 
                if i.tag == inkex.addNS("defs","svg") :  
                    for j in i:  
                        self.defs[j.get("id")] = i 
                if i.tag ==inkex.addNS("g",'svg') : 
                    recursive(i) 












    def get_info(self): 
        self.selected_paths = {} 
        self.paths = {}         
        self.orientation_points = {} 
        self.layers = [self.document.getroot()] 
        self.Zcoordinates = {} 
        self.transform_matrix = {} 
        self.transform_matrix_reverse = {} 
        self.Zauto_scale = {} 
         
        def recursive_search(g, layer, selected=False): 
            items = g.getchildren() 
            items.reverse() 
            for i in items: 
                if selected: 
                    self.selected[i.get("id")] = i 
                if i.tag == inkex.addNS("g",'svg') and 
i.get(inkex.addNS('groupmode','inkscape')) == 'layer': 
                    self.layers += [i] 
                    recursive_search(i,i) 
                elif i.get('gcodetools') == "Gcodetools orientation 
group" : 
                    points = self.get_orientation_points(i) 
                    if points != None : 
                        self.orientation_points[layer] = 
self.orientation_points[layer]+[points[:]] if layer in 
self.orientation_points else [points[:]] 
                        print_("Found orientation points in '%s' layer: 
%s" % (layer.get(inkex.addNS('label','inkscape')), points)) 
                    else : 
                        self.error(_("Warning! Found bad orientation 
points in '%s' layer. Resulting Gcode could be corrupt!") % 
layer.get(inkex.addNS('label','inkscape')), 
"bad_orientation_points_in_some_layers") 
                elif i.tag == inkex.addNS('path','svg'): 
                    if "gcodetools"  not in i.keys() : 
                        self.paths[layer] = self.paths[layer] + [i] if 
layer in self.paths else [i]   
                        if i.get("id") in self.selected : 
                            self.selected_paths[layer] = 
self.selected_paths[layer] + [i] if layer in self.selected_paths 
else [i]   
                elif i.tag == inkex.addNS("g",'svg'): 
                    recursive_search(i,layer, (i.get("id") in 
self.selected) ) 
                elif i.get("id") in self.selected : 
                    self.error(_("This extension works with Paths 
and Dynamic Offsets and groups of them only! All other 
objects will be ignored!\nSolution 1: press Path->Object to 
path or Shift+Ctrl+C.\nSolution 2: Path->Dynamic offset or 
Ctrl+J.\nSolution 3: export all contours to PostScript level 2 
(File->Save As->.ps) and File->Import this 
file."),"selection_contains_objects_that_are_not_paths") 
                 
                     





    def get_orientation_points(self,g): 
        items = g.getchildren() 
        items.reverse() 
        p2, p3 = [], [] 
        p = None 
        for i in items: 
            if i.tag == inkex.addNS("g",'svg') and 
i.get("gcodetools") == "Gcodetools orientation point (2 
points)": 
                p2 += [i] 
            if i.tag == inkex.addNS("g",'svg') and 
i.get("gcodetools") == "Gcodetools orientation point (3 
points)": 
                p3 += [i] 
        if len(p2)==2 : p=p2  
        elif len(p3)==3 : p=p3  
        if p==None : return None 
        points = [] 
        for i in p :     
            point = [[],[]]     
            for  node in i : 
                if node.get('gcodetools') == "Gcodetools 
orientation point arrow": 
                    point[0] = 
self.apply_transforms(node,cubicsuperpath.parsePath(node.
get("d")))[0][0][1] 
                if node.get('gcodetools') == "Gcodetools 
orientation point text": 
                    r = re.match(r'(?i)\s*\(\s*(-
?\s*\d*(?:,|\.)*\d*)\s*;\s*(-?\s*\d*(?:,|\.)*\d*)\s*;\s*(-
?\s*\d*(?:,|\.)*\d*)\s*\)\s*',node.text) 
                    point[1] = 
[float(r.group(1)),float(r.group(2)),float(r.group(3))] 
            if point[0]!=[] and point[1]!=[]:    points += [point] 
  
 
        if len(points)==len(p2)==2 or len(points)==len(p3)==3 
: return points 









    def dxfpoints(self): 
        if self.selected_paths == {}: 
            self.error(_("Noting is selected. Please select 
something to convert to drill point (dxfpoint) or clear point 
sign."),"warning") 
        for layer in self.layers : 
            if layer in self.selected_paths : 
                for path in self.selected_paths[layer]: 
                    if self.options.dxfpoints_action == 'replace': 
                        path.set("dxfpoint","1") 
                        r = re.match("^\s*.\s*(\S+)",path.get("d")) 
                        if r!=None: 
                            print_(("got path=",r.group(1))) 
                            path.set("d","m %s 2.9375,-
6.343750000001 0.8125,1.90625 6.843748640396,-
6.84374864039 0,0 0.6875,0.6875 -6.84375,6.84375 
1.90625,0.812500000001 z" % r.group(1)) 
                            path.set("style",styles["dxf_points"]) 
 
                    if self.options.dxfpoints_action == 'save': 
                        path.set("dxfpoint","1") 
 
                    if self.options.dxfpoints_action == 'clear' and 
path.get("dxfpoint") == "1": 









    def laser(self) : 
 
        def get_boundaries(points): 
            minx,miny,maxx,maxy=None,None,None,None 
            out=[[],[],[],[]] 
            for p in points: 
                if minx==p[0]: 
                    out[0]+=[p] 
                if minx==None or p[0]<minx:  
                    minx=p[0] 
                    out[0]=[p] 
 
                if miny==p[1]: 
                    out[1]+=[p] 
                if miny==None or p[1]<miny:  
                    miny=p[1] 
                    out[1]=[p] 
 
                if maxx==p[0]: 
                    out[2]+=[p] 
                if maxx==None or p[0]>maxx:  
                    maxx=p[0] 
                    out[2]=[p] 
 
                if maxy==p[1]: 
                    out[3]+=[p] 
                if maxy==None or p[1]>maxy:  
                    maxy=p[1] 
                    out[3]=[p] 
            return out 
 
 
        def remove_duplicates(points): 
            i=0         
            out=[] 
            for p in points: 
                for j in xrange(i,len(points)): 
                    if p==points[j]: points[j]=[None,None]     
                if p!=[None,None]: out+=[p] 
            i+=1 
            return(out) 
     
     
        def get_way_len(points): 
            l=0 
            for i in xrange(1,len(points)): 
                l+=math.sqrt((points[i][0]-points[i-1][0])**2 + 
(points[i][1]-points[i-1][1])**2) 
            return l 
 
     
        def sort_dxfpoints(points): 
            points=remove_duplicates(points) 
 
            ways=[ 
                    # l=0, d=1, r=2, u=3 
             [3,0], # ul 
             [3,2], # ur 
  
 
             [1,0], # dl 
             [1,2], # dr 
             [0,3], # lu 
             [0,1], # ld 
             [2,3], # ru 
             [2,1], # rd 
            ] 
 
            minimal_way=[] 
            minimal_len=None 
            minimal_way_type=None 
            for w in ways: 
                tpoints=points[:] 
                cw=[] 
                for j in xrange(0,len(points)): 
                    
p=get_boundaries(get_boundaries(tpoints)[w[0]])[w[1]] 
                    tpoints.remove(p[0]) 
                    cw+=p 
                curlen = get_way_len(cw) 
                if minimal_len==None or curlen < minimal_len:  
                    minimal_len=curlen 
                    minimal_way=cw 
                    minimal_way_type=w 
             
            return minimal_way 
 
        if self.selected_paths == {} : 
            paths=self.paths 
            self.error(_("No paths are selected! Trying to work on 
all available paths."),"warning") 
        else : 
            paths = self.selected_paths 
 
        self.check_dir()  
        gcode = "" 
 
        biarc_group = inkex.etree.SubElement( 
self.selected_paths.keys()[0] if 
len(self.selected_paths.keys())>0 else self.layers[0], 
inkex.addNS('g','svg') ) 
        print_(("self.layers=",self.layers)) 
        print_(("paths=",paths)) 
        for layer in self.layers : 
            if layer in paths : 
                print_(("layer",layer)) 
                p = []     
                dxfpoints = [] 
                for path in paths[layer] : 
                    print_(str(layer)) 
                    if "d" not in path.keys() :  
                        self.error(_("Warning: One or more paths dont 




                        continue                     
                    csp = cubicsuperpath.parsePath(path.get("d")) 
                    csp = self.apply_transforms(path, csp) 
                    if path.get("dxfpoint") == "1": 
                        tmp_curve=self.transform_csp(csp, layer) 
                        x=tmp_curve[0][0][0][0] 
                        y=tmp_curve[0][0][0][1] 
                        print_("got dxfpoint (scaled) at (%f,%f)" % 
(x,y)) 
                        dxfpoints += [[x,y]] 
                    else: 
                        p += csp 
                dxfpoints=sort_dxfpoints(dxfpoints) 
                curve = self.parse_curve(p, layer) 
                self.draw_curve(curve, layer, biarc_group) 
                gcode += self.generate_gcode(curve, layer, 0) 
             









    def orientation(self, layer=None) : 
        print_("entering orientations") 
        if layer == None : 
            layer = self.current_layer if self.current_layer is not 
None else self.document.getroot() 
        if layer in self.orientation_points: 
            self.error(_("Active layer already has orientation 
points! Remove them or select another 
layer!"),"active_layer_already_has_orientation_points") 
         




        # translate == ['0', '-917.7043'] 
        if layer.get("transform") != None : 
            translate = 
layer.get("transform").replace("translate(", "").replace(")", 
"").split(",") 
        else : 
  
 
            translate = [0,0] 
 
        # doc height in pixels (38 mm == 134.64566px) 




        if self.document.getroot().get('height') == "100%" : 
            doc_height = 1052.3622047 
            print_("Overruding height from 100 percents to %s" 
% doc_height) 
             
        print_("Document height: " + str(doc_height)); 
             
        if self.options.unit == "G21 (All units in mm)" :  
            points = [[0.,0.,0.],[100.,0.,0.],[0.,100.,0.]] 
            orientation_scale = 3.5433070660 
            print_("orientation_scale < 0 ===> switching to mm 
units=%0.10f"%orientation_scale ) 
        elif self.options.unit == "G20 (All units in inches)" : 
            points = [[0.,0.,0.],[5.,0.,0.],[0.,5.,0.]] 
            orientation_scale = 90 
            print_("orientation_scale < 0 ===> switching to 
inches units=%0.10f"%orientation_scale ) 
 
        points = points[:2] 
 
        print_(("using orientation 
scale",orientation_scale,"i=",points)) 
        for i in points : 
            # X == Correct! 
            # si == x,y coordinate in px 
            # si have correct coordinates 
            # if layer have any tranform it will be in translate so 
lets add that 
            si = [i[0]*orientation_scale, 
(i[1]*orientation_scale)+float(translate[1])] 
            g = inkex.etree.SubElement(orientation_group, 
inkex.addNS('g','svg'), {'gcodetools': "Gcodetools orientation 
point (2 points)"}) 
            inkex.etree.SubElement(    g, 
inkex.addNS('path','svg'),  
                { 
                    'style':    "stroke:none;fill:#000000;",      
                    'd':'m %s,%s 2.9375,-6.343750000001 
0.8125,1.90625 6.843748640396,-6.84374864039 0,0 
0.6875,0.6875 -6.84375,6.84375 1.90625,0.812500000001 z 
z' % (si[0], -si[1]+doc_height), 
                    'gcodetools': "Gcodetools orientation point 
arrow" 
                }) 
            t = inkex.etree.SubElement(    g, 
inkex.addNS('text','svg'),  
                { 
                    'style':    "font-size:10px;font-style:normal;font-
variant:normal;font-weight:normal;font-
stretch:normal;fill:#000000;fill-opacity:1;stroke:none;", 
                    inkex.addNS("space","xml"):"preserve", 
                    'x':    str(si[0]+10), 
                    'y':    str(-si[1]-10+doc_height), 
                    'gcodetools': "Gcodetools orientation point text" 
                }) 
            t.text = "(%s; %s; %s)" % (i[0],i[1],i[2]) 
 




###        Effect  modifico de "gcode before path": ("G4 P0 \n" 
+ self.options.laser_command + " S" + 
str(int(self.options.laser_power)) + "\nG4 P" + 
self.options.power_delay), 
###     modifico linea a lo siguiete   "gcode before path": ("G4 
P0 \n" + self.options.laser_command  + "\nG4 P" + 
self.options.power_delay), 




    def effect(self) : 
        global options 
        options = self.options 
        options.self = self 
        options.doc_root = self.document.getroot() 
        # define print_ function  
        global print_ 
        if self.options.log_create_log : 
            try : 
                if os.path.isfile(self.options.log_filename) : 
os.remove(self.options.log_filename) 
                f = open(self.options.log_filename,"a") 
                f.write("Gcodetools log file.\nStarted at 
%s.\n%s\n" % (time.strftime("%d.%m.%Y 
%H:%M:%S"),options.log_filename)) 
                f.write("%s tab is active.\n" % 
self.options.active_tab) 
                f.close() 
            except : 
                print_  = lambda *x : None  
        else : print_  = lambda *x : None  
        self.get_info() 
        if self.orientation_points == {} : 
  
 
            self.error(_("Orientation points have not been 
defined! A default set of orientation points has been 
automatically added."),"warning") 
            self.orientation( self.layers[min(0,len(self.layers)-1)] 
)         
            self.get_info() 
 
        self.tools = { 
            "name": "Laser Engraver", 
            "id": "Laser Engraver", 
            "penetration feed": self.options.laser_speed, 
            "feed": self.options.laser_speed, 
            "gcode before path": ("G4 P100 \n" + 
self.options.laser_command +"\n" + "\nG4 P" + 
self.options.power_delay), 
            "gcode after path": ("G4 P100 \n" + 
self.options.laser_off_command +"\n"+"G4 P100" + "\n" + 
"G1 F" + self.options.travel_speed), 
        } 
 
        self.get_info() 
        self.laser() 
 
e = laser_gcode() 
e.affect()      
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
