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En la actualidad, las empresas y organizaciones de todo el planeta necesitan gestionar
cada d´ıa una ingente cantidad de datos provenientes de fuentes muy diversas, tales como
aplicaciones propias y de terceros, servicios web, sensores, plataformas de Internet de las
cosas o redes sociales, con el fin de llevar a cabo la toma de decisiones.
Un buen proceso de toma de decisiones requiere, entre otros factores, conocer tan pronto
como sea posible cua´l es el valor que tienen dichos datos para el negocio empresarial.
La realizacio´n de un exhaustivo ana´lisis de datos, as´ı como una actuacio´n temprana en
relacio´n a las situaciones cr´ıticas o relevantes que supongan una amenaza para la empresa,
permitira´ que esta se posicione por encima de sus competidores. No obstante, se trata de
un proceso bastante complejo, debido, entre otras razones, a que gran parte de estos datos
son heteroge´neos —no comparten un formato comu´n— y adema´s deber´ıan procesarse en
tiempo real.
En este contexto, el procesamiento de eventos complejos o CEP (Complex Event Pro-
cessing) es una de las tecnolog´ıas software que permite analizar y correlacionar grandes
volu´menes de datos en forma de eventos con el propo´sito de detectar situaciones de una ma-
yor complejidad sema´ntica, as´ı como inferir conocimiento valioso que ayudara´ en el proceso
de toma de decisiones. Para ello, se hace uso de los denominados patrones de eventos en
los que se especifican las condiciones que han de cumplirse para detectar dichas situaciones
de intere´s.
A pesar de las grandes ventajas que CEP puede aportar en el a´mbito empresarial,
supone un gran reto para los usuarios que son expertos en el negocio, pero que carecen
de la experiencia y los conocimientos necesarios para el uso de esta tecnolog´ıa. Uno de
los principales problemas a los que deben enfrentarse estos usuarios es precisamente la
definicio´n de dichos patrones usando algu´n lenguaje concreto, los denominados lenguajes de
procesamiento de eventos o EPL (Event Processing Language). Aunque algunas soluciones
software actuales ofrecen herramientas gra´ficas con la finalidad de solventar este problema,
estas no son lo suficientemente amigables, puesto que requieren que el usuario escriba
manualmente, al menos, una parte del co´digo necesario para la definicio´n de los patrones.
Por otra parte, los sistemas de informacio´n actuales tienden a estar basados en arqui-
tecturas orientadas a servicios o SOA (Service-Oriented Architecture), debido a que este
tipo de arquitectura software permite desarrollar sistemas distribuidos altamente escala-
bles e integrables con otros sistemas propios o de terceros. Recientemente, estas se esta´n
combinando con las arquitecturas dirigidas por eventos o EDA (Event-Driven Architectu-
re) dando como resultado las denominadas arquitecturas orientadas a servicios y dirigidas
por eventos —ED-SOA (Event-Driven Service-Oriented Architecture) o SOA 2.0—, que se
caracterizan porque las comunicaciones entre los usuarios, las aplicaciones y los servicios
se realizan por medio de eventos de una forma totalmente desacoplada. Para detectar, en
tiempo real, situaciones cr´ıticas o relevantes en estos sistemas complejos y heteroge´neos,
as´ı como de ejecutar las acciones pertinentes, se hace necesaria la integracio´n de CEP con
SOA 2.0.
Con el fin de dar respuesta a estas necesidades, la investigacio´n llevada a cabo en esta
tesis doctoral se ha centrado en el desarrollo dirigido por modelos de interfaces espec´ıficas
de dominio para CEP en SOA 2.0, con el objeto de facilitar a los expertos en el negocio
la definicio´n tanto de los patrones que necesiten detectar en sus sistemas de informacio´n,
como de las alertas que deban notificarse en tiempo real. Para lograrlo, se ha propuesto un
enfoque dirigido por modelos para CEP en SOA 2.0, un lenguaje de modelado y un editor
gra´fico para la definicio´n de dominios CEP, un lenguaje de modelado y un editor gra´fico
reconfigurable para la definicio´n y la generacio´n de co´digo de patrones de eventos, as´ı como
una solucio´n tecnolo´gica que integra CEP con SOA 2.0. Para la evaluacio´n del enfoque se
han desarrollado dos casos de estudio que confirman que este es independiente del dominio
donde se aplique. Asimismo, se concluye que los lenguajes definidos son independientes del
co´digo que implemente los patrones de eventos y las acciones a llevar a cabo, as´ı como
que los editores gra´ficos facilitan todo esto de una forma amigable e intuitiva, y haciendo
los detalles de implementacio´n totalmente transparentes para los expertos en el negocio.
Se trata, por tanto, de un enfoque novedoso que pone la tecnolog´ıa CEP al alcance de
cualquier usuario, repercutiendo beneficiosamente en el proceso de toma de decisiones.
Abstract
Nowadays, companies and organizations all around the world need to manage huge
amounts of data from heterogeneous sources —such as own and third-party applications,
web services, sensors, Internet of things platforms or social networks— every day in order
to conduct the decision-making process.
To be successful, a decision-making process requires, among other factors, prompt infor-
mation regarding what the value of such data is for the business in question. A thorough
analysis of data, as well as early action for critical or relevant situations considered as
threats for an organization, will allow the organization to be positioned above its com-
petitors. Nevertheless, it is a complex process since, among other reasons, data are hete-
rogeneous —they do not share a common format— and they should be processed in real
time.
In this context, Complex Event Processing (CEP) is a technology that allows the analy-
sis and correlation of large volumes of data with the aim of detecting complex and mea-
ningful events, and of inferring valuable knowledge for end users. This knowledge will be
really helpful in the decision-making process. To do this, so-called event patterns are used.
These patterns specify which conditions must be met in order to detect such situations of
interest.
Despite the great advantages that CEP can bring to a business, it is a substantial
challenge for users who are business experts, but do not have the necessary experience and
knowledge for the use of this technology. One of the main problems these users have to face
is precisely the definition of these event patterns using particular languages, those called
Event Processing Languages (EPLs). Although some current software solutions provide
graphical tools in order to solve this problem, none of them are user-friendly enough, since
they require users to hand-write at least a portion of the code for the pattern definition.
On the other hand, current information systems tend to be based on Service-Oriented
Architectures (SOAs) due to the fact that this type of software architecture allows the
development of highly scalable distributed systems as well as their integration with own
and third-party systems. Recently, these are being combined with Event-Driven Architec-
tures (EDAs), what is known as Event-Driven Service-Oriented Architectures (ED-SOAs
or SOAs 2.0). The latter enable us to establish decoupled communications between users,
applications and services. The integration of CEP with SOA 2.0 is a requirement to be
able to detect real-time, relevant or critical situations in these complex and heterogeneous
systems, as well as for the execution of the appropriate actions.
In order to respond to these needs, the research carried out in this thesis has focused on
the model-driven development of domain-specific interfaces for CEP in SOAs 2.0, with the
aim of facilitating the task of defining both event patterns to be detected and alerts for real
time notification for domain experts. To reach this goal, the following contributions have
been supplied: a model-driven approach for CEP in SOA 2.0, a modeling language and
a graphical editor for CEP domain definition, a modeling language and a reconfigurable
graphical editor for event pattern definition and code generation, as well as a technological
solution integrating CEP with SOA 2.0. The approach has been evaluated through the
development of two case studies that have confirmed independence of the approach from the
application domain. Besides, we can assert that the proposed languages are independent
of event patterns and actions implementation code and that user-friendly and intuitive
graphical editors hide all the implementation details from end users. This is therefore a
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((Investigar es ver lo que todo el mundo ha visto, y pensar lo que nadie ma´s ha pensado.))
(Albert Szent-Gyo¨rgi)
En este cap´ıtulo se describe la motivacio´n que ha llevado a realizar esta tesis doctoral y
se detallan los objetivos de la misma. Adema´s, se especifican las principales contribuciones,
as´ı como la estructura del resto de la disertacio´n.
1.1. Motivacio´n
En la actualidad, fluyen diariamente enormes volu´menes de datos por una gran cantidad
de sistemas de informacio´n heteroge´neos y distribuidos a nivel mundial [Tsu12]. Con el
fin de dirigir satisfactoriamente las decisiones y/o acciones en el entorno empresarial, los
expertos del negocio, habra´n de obtener y gestionar eficientemente toda esta informacio´n en
tiempo real para poder descubrir situaciones relevantes en su a´mbito empresarial [Han13].
En este sentido, big data es un enfoque emergente cuya misio´n principal es la gestio´n y
el ana´lisis de esta ingente cantidad de datos, que no puede ser procesada por herramientas
software tradicionales, con la intencio´n de convertir estos datos en informacio´n valiosa como
soporte para la toma de decisiones. Big data es reconocido por su modelo denominado de
las tres uves: volumen, velocidad y variedad [Rus11]. El volumen hace referencia a la
cantidad de datos que pueden ser manipulados y almacenados cada d´ıa. La velocidad es la
dimensio´n que trata de analizar cua´n ra´pido pueden ser obtenidos y analizados estos datos.
Por otro lado, la variedad alude a los distintos tipos de datos que pueden ser gestionados,
algunos menos pesados como el tipo texto, y otros que requieren mayor capacidad de
almacenamiento como pueden ser el audio y el v´ıdeo, entre otros.
Sin embargo, este enfoque se centra fundamentalmente en datos que son obtenidos a
priori y almacenados en bases de datos. Por esta razo´n, esta podr´ıa no ser la mejor so-
lucio´n para procesar datos de naturaleza muy diversa y provenientes de fuentes de datos
heteroge´neas en tiempo real. Para solucionarlo, big data puede complementarse con fast
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data [Han13], un enfoque que precisamente permite analizar los datos continuamente, tra-
tando de determinar por que´ ciertos datos suponen un valor an˜adido para el negocio. A
esta nueva dimensio´n se le conoce como la cuarta uve de dicho modelo: el valor que tienen
los datos para el negocio.
Con el propo´sito de detectar situaciones relevantes o cr´ıticas en el negocio, fast data
permite utilizar tecnolog´ıas dina´micas como el procesamiento de eventos complejos o CEP
(Complex Event Processing) [Luc02], una tecnolog´ıa software que utiliza un conjunto de
te´cnicas para hacer un uso ma´s eficiente de las arquitecturas dirigidas por eventos o EDA
(Event-Driven Architecture) [Tay08]. CEP permite procesar y analizar grandes cantidades
de eventos, as´ı como correlacionarlos para detectar y responder en tiempo real a situa-
ciones cr´ıticas del negocio. Para ello, las condiciones que describen las situaciones que se
pretenden detectar se especifican usando unas plantillas especiales, denominadas patrones
de eventos. Estos patrones de eventos sera´n an˜adidos a un motor CEP, el software que se
encargara´ tanto de analizar y correlacionar los eventos provenientes de distintas fuentes
de informacio´n, como de generar los eventos complejos tras la deteccio´n de estos patrones,
indicando cua´les han sido las situaciones acontecidas. Dicho de otro modo, estos patrones
inferira´n nuevos eventos ma´s complejos y con un mayor significado sema´ntico, que ayudara´n
a tomar decisiones tan pronto como sea posible.
Adema´s, estos patrones de eventos son definidos utilizando lenguajes espec´ıficos desarro-
llados para este propo´sito, conocidos como EPL (Event Processing Language). Sin embargo,
se necesita un gran conocimiento en este tipo de lenguajes para proceder a la definicio´n
de dichos patrones. Por consiguiente, uno de los grandes inconvenientes del uso de CEP
por parte de usuarios no tecno´logos —justamente los usuarios que poseen un vasto co-
nocimiento del dominio espec´ıfico donde los patrones deben ser detectados— es la gran
curva de aprendizaje requerida para convertirse en expertos de estos lenguajes. Algunas
soluciones software como Oracle CEP Visualizer [Ora14], StreamBase Studio [Str14] y SAP
Sybase ESP Studio [Syb14], ofrecen herramientas gra´ficas con la finalidad de solventar es-
te problema. No obstante, estas herramientas requieren au´n a los inexpertos en CEP que
escriban a mano, al menos, una parte del co´digo EPL que implementa al patro´n de eventos
en cuestio´n.
En resumen, CEP es una tecnolog´ıa que permite pronosticar un avance en la prevencio´n
y deteccio´n de situaciones cr´ıticas en tiempo real, aunque no proporciona au´n interfaces lo
suficientemente amigables para que un usuario no tecno´logo pueda beneficiarse de su gran
utilidad. Esta situacio´n conlleva a que estos usuarios tengan que depender continuamente de
expertos en software que les ofrezcan soporte te´cnico para lograr interactuar con interfaces
que son poco intuitivas o dif´ıciles de utilizar.
Como solucio´n a esta problema´tica, esta tesis doctoral, denominada Desarrollo Diri-
gido por Modelos de Interfaces Espec´ıficas de Dominio para el Procesamiento de Eventos
Complejos en Arquitecturas Orientadas a Servicios, persigue la creacio´n de interfaces es-
pec´ıficas de dominio, para facilitar al usuario final la definicio´n de los patrones de eventos
a detectar y de las acciones a llevar a cabo cuando se detecten estos patrones de manera
gra´fica e intuitiva; adema´s, mediante el uso de te´cnicas de desarrollo de software dirigido
por modelos o MDD (Model-Driven Development) [Sta06] se integrara´n las decisiones de
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negocio definidas por el usuario en la interfaz con los motores de deteccio´n de eventos y los
sistemas del cliente en cuestio´n. El MDD se centra en el desarrollo de aplicaciones basadas
en modelos en lugar de en tecnolog´ıas y en la transformacio´n entre modelos y de modelo
a co´digo con el propo´sito de mejorar la productividad as´ı como el mantenimiento de los
sistemas software. Estos modelos se expresan a trave´s de los denominados lenguajes de
modelado espec´ıficos de dominio o DSML (Domain-Specific Modeling Language) [GM13a].
Los sistemas del cliente en la actualidad tienden a estar basados en arquitecturas orien-
tadas a servicios o SOA (Service-Oriented Architecture) [Pap07a]; por lo cual, para poder
detectar estos eventos en sistemas complejos y heteroge´neos sera´ necesario integrar CEP
con SOA. A la integracio´n de EDA y SOA se le denomina arquitectura orientada a servi-
cios y dirigida por eventos o ED-SOA (Event-Driven Service-Oriented Architecture), ma´s
conocida recientemente como SOA 2.0. Esta u´ltima es una evolucio´n de las arquitecturas
orientadas a servicios tradicionales en la que la comunicacio´n entre los usuarios y los ser-
vicios se realiza en base a eventos; esto es, los servicios son desencadenados por eventos
y reaccionan a estos, as´ı como pueden ser fuente de nuevos eventos de salida [Luc12]. La
combinacio´n de los paradigmas EDA y SOA es posible gracias al uso de un ESB (Enterprise
Service Bus), un middleware que facilita la integracio´n de diferentes aplicaciones y servicios
de entornos heteroge´neos proporcionando interoperabilidad entre los distintos protocolos
de comunicacio´n [Dav09], permitiendo adema´s la exposicio´n de las distintas aplicaciones
como servicios.
As´ı pues, el usuario final —experto en salud, bolsa y mercados, seguridad informa´tica
o domo´tica, entre otros— podra´ ser informado de los distintos eventos de intere´s —eventos
complejos— tan pronto como ocurran en los sistemas de informacio´n de su compan˜´ıa u
organizacio´n. Para lograrlo, simplemente debera´ haber modelado previamente, a trave´s de
una interfaz intuitiva y amigable, los patrones de eventos sobre las situaciones cr´ıticas o
relevantes en las que este´ interesado. Es importante destacar que el saber que´ esta´ pasando
justo ahora, repercutira´ positivamente en la toma de decisiones empresariales.
1.2. Objetivos
Esta tesis doctoral satisface los siguientes objetivos:
Objetivo 1: Recopilar el estado del arte de los enfoques existentes para CEP, los
editores gra´ficos para la definicio´n y la generacio´n de co´digo de patrones de eventos,
as´ı como las propuestas para la integracio´n de CEP con EDA y/o SOA.
Para alcanzar este objetivo, se realizara´ una exhaustiva revisio´n bibliogra´fica
sobre dichos aspectos.
Objetivo 2: Definir un enfoque dirigido por modelos que haga posible el procesa-
miento de eventos complejos en SOA 2.0, minimizando la curva de aprendizaje en
las tecnolog´ıas requeridas para la deteccio´n de situaciones cr´ıticas o relevantes en
tiempo real por parte del usuario final.
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Para ello, se determinara´n las fases de las que debe estar compuesto este enfoque,
tanto en tiempo de disen˜o como de ejecucio´n. As´ı el enfoque sera´ independiente tanto
del dominio donde deba usarse CEP, como de los EPL requeridos para implementar
los patrones e independiente tambie´n de los lenguajes para detallar las acciones a
llevar a cabo.
Objetivo 3: Definir un DSML y construir un editor gra´fico de dominios CEP que
faciliten a cualquier usuario, experto en un dominio concreto pero no en CEP, la
descripcio´n de los tipos de eventos y propiedades caracter´ısticos de dicho dominio.
Para alcanzar este objetivo, se analizara´ co´mo llevar a cabo la definicio´n del
DSML y el desarrollo del editor gra´fico con el propo´sito de poner al alcance de
cualquier usuario no tecno´logo el modelado de estos dominios.
Objetivo 4: Definir un DSML y construir un editor gra´fico de patrones de eventos
que permitan expresar mediante modelos gra´ficos e intuitivos que´ situaciones se
desean detectar para un dominio en particular y si estas deben ser notificadas a los
usuarios interesados mediante algu´n servicio como, por ejemplo, de correo electro´nico
o de redes sociales.
Para ello, el editor gra´fico se adaptara´ al contexto espec´ıfico en el que se uti-
lice, reconfigura´ndose a partir del dominio CEP modelado por el experto en el
dominio. Adema´s, el editor debera´ transformar estos modelos, mediante el uso de
te´cnicas de MDD, a co´digo entendible tanto por el motor CEP donde se desplegara´ el
patro´n, como por la SOA 2.0 donde se ejecutara´n las acciones que se necesite llevar
a cabo tras la deteccio´n del patro´n. Para satisfacer este objetivo, se estudiara´n
las diversas alternativas para la definicio´n del DSML y de los modelos con los
que el usuario no experto en tecnolog´ıas va a poder expresar de forma sencilla los
patrones de eventos para un dominio en particular, as´ı como describir, de forma
transparente para e´l, los servicios a invocar cuando se detecten dichos patrones.
Asimismo, se estudiara´n los distintos marcos de trabajo existentes para la creacio´n de
editores gra´ficos de modelado, opta´ndose por el que permita implementar interfaces
amigables, intuitivas y reconfigurables, y se definira´n las reglas de validacio´n y
transformacio´n de dichos modelos.
Objetivo 5: Integrar CEP con SOA 2.0, as´ı como con los editores gra´ficos de
modelado para hacer realidad el enfoque dirigido por modelos propuesto.
Para lograr esta integracio´n de CEP con SOA 2.0, se hara´ uso de un ESB,
como nexo de unio´n, y se definira´n dos casos de estudio representativos de dicha
integracio´n para comprobar la versatilidad del enfoque propuesto.
Objetivo 6: Evaluar el enfoque dirigido por modelos y los DSML propuestos,
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as´ı como la funcionalidad y usabilidad de los editores gra´ficos.
Para ello, se analizara´ si los DSML son independientes del EPL que imple-
mente los patrones de eventos, se probara´n y evaluara´n los editores por usuarios
finales y, finalmente, se estudiara´ el incremento de productividad al hacer uso de
dicho enfoque.
1.3. Contribuciones
En esta seccio´n, se enumeran las principales contribuciones derivadas del trabajo desa-
rrollado en esta tesis doctoral:
1. Un estado del arte sobre los enfoques existentes para CEP, los editores gra´ficos para
la definicio´n y la generacio´n de co´digo de patrones de eventos, as´ı como las propuestas
para la integracio´n de CEP con EDA y/o SOA (ve´ase el Cap´ıtulo 2).
2. Un enfoque dirigido por modelos para el procesamiento de eventos complejos en
SOA 2.0 (ve´ase el Cap´ıtulo 3).
3. Un DSML y un editor gra´fico para la definicio´n de dominios CEP (ve´ase el Cap´ıtu-
lo 4).
4. Un DSML y un editor gra´fico reconfigurable para la definicio´n y la generacio´n de
co´digo de patrones de eventos (ve´ase el Cap´ıtulo 5).
5. Una solucio´n tecnolo´gica para la integracio´n del procesamiento de eventos complejos
con una SOA 2.0 (ve´ase el Cap´ıtulo 6). Esta solucio´n hace posible la obtencio´n
de datos desde fuentes heteroge´neas, el ana´lisis y la correlacio´n de la informacio´n
en tiempo real para la deteccio´n de situaciones cr´ıticas o relevantes para un dominio
concreto, as´ı como la generacio´n de alarmas o avisos ante la ocurrencia de los patrones
definidos y su notificacio´n a los usuarios interesados.
Te´ngase en cuenta que estas contribuciones sera´n descritas pormenorizadamente en los
cap´ıtulos mencionados.
1.4. Estructura de la Tesis
A continuacio´n se describe brevemente el contenido de los cap´ıtulos en los que se es-
tructura esta memoria de tesis doctoral. Cabe destacar que la solucio´n tecnolo´gica, que se
integra con los editores, no se explica hasta el Cap´ıtulo 6, por haberse considerado que la
explicacio´n inicial del enfoque dirigido por modelos y los siguientes cap´ıtulos con los DSML
y los editores, facilitar´ıan la comprensio´n del anterior.
En este Cap´ıtulo 1 se especifica la motivacio´n de este trabajo, se enumeran los prin-
cipales objetivos de esta tesis, as´ı como las principales contribuciones.
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El Cap´ıtulo 2 presenta una recopilacio´n de los conceptos fundamentales sobre MDD,
SOA, EDA, SOA 2.0 y CEP relacionados con las tecnolog´ıas y marcos de trabajo uti-
lizados durante el desarrollo de esta tesis doctoral; adema´s, se detallan los principales
trabajos relacionados.
En el Cap´ıtulo 3 se propone un enfoque dirigido por modelos para el procesamiento de
eventos complejos en SOA 2.0, describiendo los pasos que deben seguirse desde que el
experto en el dominio modela un dominio CEP hasta que se notifican al usuario final,
en tiempo real, las situaciones cr´ıticas en las que este´ interesado; previo modelado de
los patrones de eventos correspondientes.
El Cap´ıtulo 4 motiva y describe el DSML para el modelado de dominios CEP con el
propo´sito de unificar la descripcio´n de estos dominios mediante el uso de modelos y de
abstraer a los expertos en el dominio de los detalles de implementacio´n necesarios para
definir los tipos de eventos y propiedades que describen cada uno de estos dominios.
Asimismo, se presenta el editor gra´fico creado para el modelado de dominios CEP y
se detallan algunos de los aspectos ma´s relevantes en cuanto a su implementacio´n.
El Cap´ıtulo 5 propone el DSML definido para el modelado de patrones de eventos,
abstrayendo a los usuarios finales de los EPL requeridos para implementarlos, y se
da a conocer tanto la sintaxis abstracta como la concreta de este DSML. Adema´s, se
describe el editor gra´fico para el modelado de los patrones de eventos y su generacio´n
tanto a co´digo EPL como al co´digo de las acciones que deban ser ejecutadas en una
SOA 2.0. Asimismo, se detallan algunos de los aspectos ma´s relevantes en cuanto a
su implementacio´n, entre los que caben destacar la reconfiguracio´n automa´tica del
editor dependiendo del dominio CEP que se desee utilizar, as´ı como la personalizacio´n
de la paleta del editor en tiempo de ejecucio´n.
El Cap´ıtulo 6 presenta la solucio´n tecnolo´gica propuesta para la integracio´n de CEP
con SOA 2.0, y su conexio´n con los editores gra´ficos implementados.
En el Cap´ıtulo 7 se describen dos casos de estudios, el primero sobre la deteccio´n
de situaciones relevantes en el a´mbito de la domo´tica, y el segundo en el a´mbito
de la seguridad en redes. En cada caso de estudio, tras el modelado y la validacio´n
del dominio CEP, se modelan los patrones de eventos en los que, de forma gra´fica
e intuitiva, se especifican tanto las condiciones que deben cumplirse para detectar
dichas situaciones como las acciones que deber´ıan ser ejecutadas cuando acontezcan.
Seguidamente, estos modelos son validados, almacenados y transformados al co´digo
que pueda ser desplegado automa´ticamente tanto en el motor CEP como en el ESB.
En el Cap´ıtulo 8 se realiza una evaluacio´n de los DSML definidos, los editores gra´ficos
implementados, as´ı como del enfoque dirigido por modelos propuesto en esta tesis
doctoral.
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En el Cap´ıtulo 9 se recogen las contribuciones y las conclusiones que se han extra´ıdo
de esta investigacio´n, finalizando el cap´ıtulo con un conjunto de propuestas de l´ıneas
de investigacio´n futuras relacionadas con esta tesis doctoral.
En el Cap´ıtulo 10 se presenta la traduccio´n al ingle´s del Cap´ıtulo 9.
Adema´s, se incluye un listado de los acro´nimos utilizados, as´ı como las referencias
bibliogra´ficas empleadas a lo largo de esta disertacio´n.
Finalmente, en el Anexo A se presenta el cuestionario proporcionado a los usuarios
finales para la evaluacio´n del editor gra´fico de patrones de eventos.
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Cap´ıtulo 2
Fundamentos y Estado del Arte
((Lo que sabemos es una gota, lo que ignoramos es un oce´ano.))
(Isaac Newton)
Este cap´ıtulo se divide en dos partes bien diferenciadas. Por un lado, en la primera
seccio´n se definen los fundamentos en los que se basa esta tesis doctoral, as´ı como se
introducen y justifican las principales tecnolog´ıas usadas. Por otro lado, en la segunda
seccio´n se discuten los trabajos relacionados con las principales aportaciones derivadas de
la realizacio´n de esta tesis.
2.1. Fundamentos
En esta seccio´n se recopilan los conceptos fundamentales empleados en el desarrollo de
esta tesis doctoral: desarrollo de software dirigido por modelos, arquitecturas orientadas a
servicios, arquitecturas dirigidas por eventos, arquitecturas que combinan las orientadas a
servicios con las dirigidas por eventos, as´ı como el procesamiento de eventos complejos.
2.1.1. Desarrollo de Software Dirigido por Modelos
En esta seccio´n se realiza una introduccio´n a los conceptos principales del desarrollo de
software dirigido por modelos y, a continuacio´n, se detallan algunos de los frameworks y
herramientas de Eclipse utilizadas en esta tesis doctoral para llevar a cabo este paradigma
de desarrollo software.
Conceptos Fundamentales
En la actualidad, la comunidad de ingenier´ıa del software se orienta ma´s hacia el desa-
rrollo de aplicaciones basadas en modelos, en vez de en tecnolog´ıas. El MDD se centra en
los aspectos esenciales del sistema, retrasando a un paso posterior la eleccio´n de la tecno-
log´ıa ma´s adecuada para su implementacio´n [Ort07]. Las transformaciones entre modelos
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y de modelo a co´digo hacen realidad el desarrollo automa´tico de sistemas; por lo que la de-
finicio´n del modelo y su transformacio´n son las partes fundamentales del proceso. La gran
reusabilidad y fiabilidad del co´digo generado a trave´s de este paradigma de construccio´n de
software, as´ı como el incremento de la productividad y un mantenimiento menos costoso,
han conllevado a su aplicacio´n en diversos a´mbitos, tratando de satisfacer distintas necesi-
dades tanto en el mundo empresarial como en la propia comunidad acade´mica [GM13a].
En este contexto, un modelo es una representacio´n simplificada de una determinada
realidad con la intencio´n de comprenderla mejor [Ge´n13]. Para lograr esta abstraccio´n, los
detalles irrelevantes de esta realidad deben ser apartados del modelo, que es independiente
de co´mo sea representado ya sea textual o gra´ficamente. A la representacio´n gra´fica de un
modelo se le denomina diagrama.
As´ı pues, los modelos se expresan a trave´s de lenguajes de modelado o DSML, cuya
definicio´n consta de tres partes bien diferenciadas: la sintaxis abstracta que esta´ formada
tanto por un metamodelo —un modelo que describe los conceptos del lenguaje y las relacio-
nes entre estos— como por las reglas de validacio´n que permiten determinar si un modelo
esta´ bien formado; la sintaxis concreta o notacio´n del DSML —el conjunto de s´ımbolos
gra´ficos necesarios para dibujar los diagramas—; y las transformaciones entre modelos y
de modelo a co´digo para llevar a cabo la automatizacio´n del software. Conviene sen˜alar
que un mismo modelo, esto es, una instancia de un metamodelo, puede disponer de distin-
tas notaciones gra´ficas. Fowler [Fow10] enumera cua´les son los beneficios de este tipo de
lenguajes:
Mejora la productividad de desarrollo: el problema a tratar para un dominio concreto
se representa de una forma ma´s abstracta, lo que facilita la especificacio´n de que´ tiene
que hacer el sistema; adema´s de evitar la aparicio´n de errores y duplicacio´n del co´digo,
ya que este se genera automa´ticamente desde modelos.
Mejora la comunicacio´n con los expertos en el domino: al tratarse de un lenguaje
claro, conciso y cercano a los usuarios, fomenta las comunicaciones entre estos y el
sistema software, quienes participan activamente en el modelado de lo que necesitan
definir.
Facilita la adaptacio´n ante los cambios : el uso de modelos independientes de su
implementacio´n hace posible que puedan transformarse a co´digo ejecutable en el
entorno espec´ıfico que se requiera usar en cada momento.
Especifica el que´, no el co´mo: este tipo de lenguajes ayuda al usuario en la tarea de
especificar que´ debe hacer el sistema, pero no el co´mo debe llevarse a cabo.
Para la creacio´n de un metamodelo se requiere el uso de un lenguaje de metamodelado, el
cual dispone tambie´n de una sintaxis abstracta y una sintaxis concreta. En este tipo de
lenguajes, la sintaxis abstracta se define con un meta-metamodelo, es decir, haciendo uso
del propio lenguaje de metamodelado, mientras que la sintaxis concreta puede definirse
bien mediante notaciones gra´ficas —los diagramas de clases de UML (Unified Modeling
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Language) [OMG14c] son los ma´s utilizados— o bien mediante notaciones textuales como,
por ejemplo, Emfatic [Ecl12], una notacio´n textual para expresar metamodelos Ecore.
Ecore es uno de los lenguajes de metamodelado ma´s utilizados en la actualidad y forma
parte de la arquitectura de metamodelado EMF (Eclipse Modeling Framework) [Ste08],
definida por Eclipse. Concretamente, Ecore es una implementacio´n del lenguaje EMOF
(Essential MOF ), un subconjunto del lenguaje MOF (Meta-Object Facility) [OMG14a]
definido por la OMG (Object Management Group) [OMG14b] para la construccio´n de
metamodelos.
EMF [Ecl14b] es un marco de trabajo de modelado que hace posible la creacio´n de
aplicaciones y herramientas basadas en un modelo de datos estructurado. A partir de una
especificacio´n de un modelo descrito en XMI (XML Metadata Interchange) [OMG14d], un
formato esta´ndar para el intercambio de metadatos independiente de plataforma, EMF
proporciona herramientas y soporte en tiempo de ejecucio´n para producir un conjunto
de clases Java para el modelo, as´ı como un editor ba´sico. Los modelos pueden especifi-
carse utilizando Java, documentos XML (eXtensible Markup Language), o bien mediante
herramientas de modelado. Una vez creados estos modelos, podra´n importarse en EMF.
Tanto los modelos como los metamodelos pueden ser almacenados a trave´s de su seriali-
zacio´n a XMI. Gracias a la serializacio´n, estos modelos pueden compartirse entre mu´ltiples
herramientas de modelado.
Algunos autores [Atk01, GM13b, GP08, Kle03] han propuesto una arquitectura de cua-
tro niveles (ve´ase la Figura 2.1) para explicar las relaciones existentes entre modelos y
metamodelos, tal y como se detalla a continuacio´n:
Nivel de datos (M0 ): representa los datos del mundo real. Estos datos son conformes
a un determinado modelo.
Nivel de modelo (M1): caracteriza a los modelos que describen los datos del nivel M0.
Todo modelo es conforme a un metamodelo.
Nivel de metamodelado (M2): caracteriza a metamodelos que describen los modelos
del nivel M1. Todo metamodelo es conforme a un meta-metamodelo.
Nivel de meta-metamodelado (M3): caracteriza a los meta-metamodelos que describen
los metamodelos del nivel M2. Un meta-metamodelo es conforme a s´ı mismo.
Con el fin de implementar editores que faciliten al usuario final la creacio´n de modelos
conformes a un metamodelo en particular, Eclipse proporciona varios marcos de traba-
jo o frameworks, entre los que caben destacar: GMF (Eclipse Graphical Modeling Frame-
work) [Ecl14i, Gro09] para la construccio´n de editores gra´ficos de modelado y Xtext [Ecl14j]
para editores textuales. Dada la complejidad que supone la implementacio´n de editores ba-
sados en GMF, incrementada au´n ma´s por la ausencia de una buena documentacio´n, el
proyecto Epsilon [Ecl14c, Kol14] ofrece EuGENia [JR13], una herramienta cuya finalidad
principal es precisamente reducir la curva de aprendizaje exigida para el desarrollo de
estos editores gra´ficos GMF, automatizando parte de las tareas que con este framework
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Figura 2.1: Arquitectura de cuatro niveles de modelado.
deber´ıan realizarse manualmente. Por lo cual, reduce el esfuerzo necesario para producir,
personalizar y mantener los modelos requeridos por GMF [Kol10].
Desarrollo de Software Dirigido por Modelos en Eclipse
Eclipse [Ecl14a] es una de las plataformas ma´s utilizadas actualmente por la comunidad
de ingenier´ıa del software, debido a que es un proyecto de co´digo abierto y, adema´s, propor-
ciona una gran cantidad de frameworks y herramientas de modelado que dan soporte tanto
a la construccio´n como al despliegue y el mantenimiento del software. A continuacio´n, se
explican los dos marcos de trabajo que se han utilizado en esta tesis para la creacio´n de
los editores gra´ficos de modelado: GMF y Epsilon.
Graphical Modeling Framework GMF es un marco de trabajo que da soporte al
desarrollo de editores gra´ficos de modelado, a partir de metamodelos EMF y capas gra´ficas
basadas en GEF [Ecl14h]. Mientras que EMF proporciona la infraestructura de modelado
necesaria para implementar estos editores, el marco de trabajo GEF ofrece los mecanismos
necesarios para la creacio´n de los diagramas.
Este marco de trabajo requiere la definicio´n de unos modelos concretos, a partir de los
cuales GMF generara´ el co´digo que implemente un editor gra´fico, obtenido como un plugin
de Eclipse. Los modelos requeridos son los siguientes:
Modelo de dominio: el metamodelo Ecore (.ecore) que describe la sintaxis abstracta
del DSML.
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Modelo de definicio´n de los gra´ficos : el modelo (.gmfgraph) que especifica los elemen-
tos gra´ficos que se mostrara´n en los diagramas.
Modelo de definicio´n de la paleta: el modelo (.gmftool) que define la paleta de herra-
mientas del editor.
Modelo de correspondencias : el modelo (.gmfmap) que establece la correspondencia
de cada elemento del metamodelo con su representacio´n gra´fica y la herramienta de
la paleta que permitira´ an˜adir el elemento en cuestio´n al diagrama.
Te´ngase en cuenta que GMF es capaz de generar automa´ticamente los modelos .gmfgraph,
.gmftool y .gmfmap a partir de un metamodelo Ecore. No obstante, estos modelos tendra´n
que ser modificados en profundidad por el programador para crear la versio´n definitiva del
editor. Por lo cual, la creacio´n de editores gra´ficos con GMF no es una tarea trivial, en
absoluto.
Cabe destacar que, al utilizar un editor GMF para la definicio´n de un modelo, se
creara´n dos ficheros: un modelo EMF serializado en formato XMI y un diagrama, que
almacenara´ toda la informacio´n relativa a la parte visual del modelo como, por ejemplo,
la posicio´n, el color y el taman˜o de los elementos gra´ficos. Gracias a la especificacio´n XMI
podra´ compartirse dicho modelo entre diferentes herramientas de modelado.
Epsilon Epsilon [Kol14] es una familia de lenguajes de propo´sito espec´ıfico que pueden
trabajar directamente sobre modelos y que ofrecen soporte para las principales tareas re-
lacionadas con MDD, entre las que caben destacar, la validacio´n de modelos —mediante
el uso de EVL (Epsilon Validation Language) [Ecl14g]—, las transformaciones de mode-
lo a modelo —mediante el uso de ETL (Epsilon Transformation Language) [Ecl14f]— y
las transformaciones de modelo a co´digo —mediante el uso de EGL (Epsilon Generation
Language) [Ecl14d]. El nu´cleo de Epsilon es EOL (Epsilon Object Language) [Ecl14e], un
lenguaje imperativo orientado a modelos, a partir del cua´l se construye toda la familia de
lenguajes Epsilon.
De todos los lenguajes proporcionados por Epsilon, en este trabajo se han utilizado los
siguientes lenguajes:
EOL: un lenguaje de programacio´n imperativo para la creacio´n, la consulta y la
modificacio´n de modelos EMF. Este lenguaje proporciona todas las caracter´ısticas
imperativas del lenguaje JavaScript —bucles for y while, variables, estructuras con-
dicionales if, entre otros— junto con otras caracter´ısticas propias del lenguaje OCL
(Object Constraint Language) [OMG14b] como, por ejemplo, las funciones de consul-
ta sobre colecciones de datos.
EVL: un lenguaje construido sobre EOL. Las restricciones EVL son similares a las
restricciones OCL. Sin embargo, EVL presenta algunas caracter´ısticas adicionales, no
disponibles en OCL: dependencias entre restricciones, personalizacio´n de los mensajes
de error que deben notificarse a los usuarios, as´ı como la especificacio´n de reparaciones
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que los usuarios pueden invocar con el fin de solucionar las inconsistencias presentes
en los modelos.
EGL: un lenguaje basado en plantillas para la transformacio´n de modelo a texto,
as´ı como la generacio´n de documentacio´n y otros artefactos textuales a partir de
modelos. Entre sus caracter´ısticas principales se encuentran las siguientes: desacopla
el contenido del destino —haciendo posible la generacio´n de texto a ficheros, al por-
tapapeles, etc.—, permite que unas plantillas sean invocadas por otras y proporciona
regiones protegidas para mezclar el co´digo generado automa´ticamente con el co´digo
escrito manualmente.
Asimismo, Epsilon proporciona la herramienta EuGENia, que tiene por finalidad facilitar el
desarrollo de editores gra´ficos basados en GMF, ya que este framework de modelado gra´fico
de Eclipse, como se ha mencionado previamente, es bastante complejo y no presenta una
buena documentacio´n teniendo, por tanto, una curva de aprendizaje elevada.
Una de las grandes ventajas de utilizar EuGENia es que, a partir de un metamodelo
especificado en formato Ecore o Emfatic y enriquecido con anotaciones espec´ıficas de GMF,
se pueden generar automa´ticamente los tres modelos requeridos por GMF para implementar
un editor gra´fico: gmfgraph, gmftool y gmfmap.
Otra de las ventajas que aporta EuGENia es que estos modelos GMF pueden ser per-
sonalizados automa´ticamente mediante transformaciones de pulido (polishing transforma-
tions) escritas en EOL. As´ı pues, en el caso de que fuese necesario realizar alguna modi-
ficacio´n en el metamodelo de partida, esto no supondra´ ningu´n problema puesto que se
regenerara´n automa´ticamente dichos modelos GMF y, a continuacio´n, se aplicara´ la perso-
nalizacio´n implementada espec´ıficamente para ellos; lo que conlleva un ahorro de tiempo
muy significativo. Esta ha sido la principal razo´n por la que se ha decidido utilizar Epsilon
en esta tesis doctoral frente a otras alternativas existentes en la actualidad.
2.1.2. Arquitecturas Orientadas a Servicios
Una arquitectura orientada a servicios es una forma lo´gica de disen˜ar un sistema soft-
ware con el propo´sito de ofrecer servicios bien a las aplicaciones de usuario final o bien
a otros servicios distribuidos a lo largo de una red; todo ello, haciendo uso de interfaces
pu´blicas y visibles [Pap07a].
Chandy y Schulte determinan que cualquier aplicacio´n que implemente SOA debe cum-
plir los siguientes principios [Cha10]:
1. Aplicacio´n modular : la aplicacio´n debe ser modular, para que los componentes soft-
ware (agentes) pueden an˜adirse, modificarse o eliminarse individualmente.
2. Componentes distribuibles : los componentes deben ser capaces de ejecutarse en or-
denadores diferentes y comunicarse con otros mediante el env´ıo de mensajes a trave´s
de la red y en tiempo de ejecucio´n.
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3. Interfaces de componente visibles : estas interfaces deben estar accesibles a otros desa-
rrolladores de aplicaciones. Adema´s, estas interfaces deben definirse y documentarse
claramente en los metadatos. Estos describen los mensajes de entrada y de salida de
cada componente, as´ı como la suficiente informacio´n como para que los desarrollado-
res puedan encontrar y usar el componente como parte de una nueva aplicacio´n.
4. Componentes reemplazables : un componente que proporcione un servicio podra´ reem-
plazarse por otro componente que ofrezca el mismo servicio, siempre y cuando ambos
compartan la misma interfaz. Esto es posible debido a que el disen˜o de la interfaz, es
decir, lo que hace, esta´ separado de la implementacio´n del servicio interno, esto es,
co´mo esta´ hecho.
5. Componentes compartibles y reutilizables : el mismo co´digo y los mismos datos esta´n
disponibles para los usuarios de cualquier aplicacio´n que comparta el mismo compo-
nente software.
La combinacio´n de los cuatro primeros principios implica que los componentes SOA esta´n
de´bilmente acoplados, lo cual facilita la consecucio´n del quinto principio.
Por consiguiente, este tipo de arquitecturas proporciona un entorno de´bilmente acopla-
do con mu´ltiples funcionalidades, mejorando notablemente el mantenimiento y la evolucio´n
de los sistemas de la empresa.
2.1.3. Arquitecturas Dirigidas por Eventos
Una arquitectura dirigida por eventos es un patro´n de arquitectura software en el que
algunos de los componentes de un sistema son dirigidos por eventos y esta´n mı´nimamente
acoplados [Cha10]. Un evento se define como algo que ocurre o que se espera que ocu-
rra [Eve10]. Por otro lado, Chandy y Schulte definen el concepto dirigido por eventos como
el comportamiento de cualquier entidad que reacciona cuando reconoce un evento, y el
concepto mı´nimamente acoplado como la existencia de una relacio´n unidireccional entre
un productor de eventos y un consumidor de eventos en la cual el productor es quien env´ıa
los eventos al consumidor.
Asimismo, estos autores determinan que cualquier aplicacio´n de negocio que implemente
EDA debe cumplir los siguientes principios [Cha10]:
1. Notificacio´n de eventos : debera´ informarse en cuanto acontezca un nuevo evento en
el sistema.
2. Env´ıo de notificaciones : el productor de eventos sera´ el que decida cua´ndo enviar las
notificaciones de los eventos al consumidor de eventos.
3. Respuesta inmediata: el consumidor de eventos reaccionara´, llevando a cabo alguna
accio´n, tan pronto como reconozca un evento.
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4. Comunicacio´n unidireccional : el productor de eventos enviara´ las notificaciones de
los eventos al consumidor de eventos, sin esperar ningu´n tipo de respuesta por parte
del consumidor.
5. Notificaciones libre de peticiones : las notificaciones de eventos son meros “informes”
en los que bajo ningu´n concepto se detallara´ ninguna de las acciones que deban ser
ejecutadas por el consumidor de eventos, tras su recepcio´n.
Los tres primeros principios aluden al concepto de dirigido por eventos, mientras que los
dos u´ltimos engloban el significado de mı´nimamente acoplado. Conviene mencionar que
podr´ıa darse el caso en el que un sistema fuese dirigido por eventos, a pesar de no usar
una EDA. Por ejemplo, conside´rese un productor de eventos que env´ıe una notificacio´n al
consumidor de eventos en la que se especifique la accio´n concreta que deba ser ejecutada
por dicho consumidor.
Estos cinco principios de EDA pueden implementarse mediante un patro´n de comu-
nicacio´n publicacio´n/suscripcio´n [Fai06, Mu¨h06, Tay08]. Con este tipo de comunicaciones
as´ıncronas, un mensaje puede entregarse a cero, uno o varios consumidores sin que el pro-
ductor tenga que enviarlo varias veces. Por otra parte, una suscripcio´n determina el tipo
de mensajes que deben ser enviados a cada consumidor. Es importante destacar que el me-
canismo de publicacio´n/suscripcio´n es mucho ma´s flexible que otros tipos de mecanismos
de mensajer´ıa porque las instrucciones de entrega de los mensajes no se definen esta´tica-
mente y, adema´s, las suscripciones pueden llevarse a cabo en tiempo de ejecucio´n. Otra de
sus principales ventajas es que nuevos productores o consumidores de eventos pueden ser
an˜adidos en cualquier momento; del mismo modo, podra´n eliminarse si as´ı se requiere.
2.1.4. Arquitecturas Orientadas a Servicios y Dirigidas por
Eventos
Una arquitectura orientada a servicios y dirigida por eventos, tambie´n conocida como
ED-SOA o SOA 2.0, es una evolucio´n de una SOA tradicional en la que las comunicaciones
entre usuarios y servicios se lleva a cabo a trave´s de eventos, en lugar de mediante llamadas
a procedimientos remotos [Luc12].
Cualquier aplicacio´n que implemente SOA 2.0 debera´ cumplir tanto los cinco principios
de SOA (ve´ase la Seccio´n 2.1.2) como los cinco principios de EDA (ve´ase la Seccio´n 2.1.3).
Esto pone de manifiesto que EDA puede complementar a SOA, por lo que no son
alternativas excluyentes entre s´ı, sino compatibles y complementarias. Para lograr esta
integracio´n, se requiere una capa de abstraccio´n de software altamente distribuida e inte-
gradora [Pap06, Pap07b]. Estas funcionalidades son ofrecidas por un ESB, un middleware
que posibilita la interoperabilidad entre protocolos de comunicacio´n diferentes, pudie´ndo-
se usar como una plataforma de integracio´n donde las aplicaciones son expuestas como
servicios [Dav09].
Segu´n Rademakers y Dirksen [Rad09], las funcionalidades principales de un ESB son las
siguientes: transparencia de localizacio´n, conversio´n de protocolos de transporte, transfor-
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macio´n de mensajes, encaminamiento de mensajes, enriquecimiento de mensajes, seguridad,
as´ı como gestio´n y monitorizacio´n.
En cuanto a las soluciones ESB actuales, se ha seleccionado Mule [Dos14, Mul14], de
la compan˜´ıa MuleSoft, como el candidato ideal para dicha integracio´n. La eleccio´n se ha
realizado, en primer lugar, por ofrecer un editor gra´fico que pone al alcance de cualquier
programador no experto en ESB la definicio´n gra´fica e intuitiva de los flujos que imple-
mentan la aplicacio´n Mule en cuestio´n. Por otro lado, un informe realizado recientemente
por Forrester [Rie14] confirma que MuleSoft es una de las soluciones ma´s usadas en la
actualidad y mejor valoradas en cuanto a su capacidad para integrarse con plataformas
cloud [Arm10, Sos11], as´ı como con mu´ltiples herramientas y escenarios.
A pesar de todas las ventajas que proporciona la combinacio´n de EDA y SOA, este
tipo de arquitectura SOA 2.0 no es adecuada para procesar, analizar y correlacionar una
ingente cantidad de informacio´n, en forma de eventos, con el fin de detectar en tiempo real
situaciones cr´ıticas o excepcionales para un dominio en particular. Te´ngase en cuenta que
a partir de los datos que fluyan por una SOA 2.0, una empresa podr´ıa estar interesada en
obtener cierta informacio´n que suponga un valor an˜adido frente a sus competidores tan
pronto como sea posible.
As´ı pues, para cubrir estas necesidades de los expertos en el negocio, no cubiertas por
SOA 2.0, se propone la integracio´n de la tecnolog´ıa CEP con SOA 2.0.
2.1.5. Procesamiento de Eventos Complejos
A continuacio´n, se define en que´ consiste la tecnolog´ıa CEP, cua´les son sus principales
ventajas, as´ı como algunos de los dominios ma´s relevantes donde se puede aplicar. Segui-
damente, se analizan los tipos de lenguajes espec´ıficos que existen para hacer uso de esta
tecnolog´ıa.
Conceptos Fundamentales
Como se ha comentado previamente, CEP es una tecnolog´ıa emergente que permite
capturar, analizar y correlacionar una ingente cantidad de eventos heteroge´neos con el fin
de detectar situaciones cr´ıticas o relevantes en tiempo real. Un evento es algo que ocurre o
que se espera que ocurra [Eve10], tambie´n puede ser algo que se espera que ocurra pero esto
no llega a suceder; en el contexto de un sistema de informacio´n, podr´ıa definirse como un
mensaje que contiene informacio´n sobre lo que justamente esta´ ocurriendo en un momento
determinado [Luc12]. Por otra parte, una situacio´n es una ocurrencia de un evento o una
sucesio´n de eventos que requiere alguna reaccio´n inmediata [Etz10].
Esta tecnolog´ıa se basa en el filtrado de eventos irrelevantes y en el reconocimiento
de los eventos que s´ı son relevantes para un dominio en particular. Para ello, se utilizan
unos patrones de eventos, esto es, unas plantillas en las que se especifican cua´les son las
condiciones que deben cumplirse para detectar dichas situaciones de intere´s, as´ı como las
acciones que debera´n ser ejecutadas tras su deteccio´n. A estas situaciones de una mayor
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complejidad sema´ntica se les denominan eventos complejos, por tanto, un evento comple-
jo es una abstraccio´n de otros eventos simples o complejos que contiene la informacio´n
necesaria para describir la situacio´n recie´n acontecida [Luc12].
La caracter´ıstica principal de estos eventos complejos procesados mediante tecnolog´ıa
CEP es que pueden ser identificados e informados en tiempo real, reduciendo la latencia
en la toma de decisiones, a diferencia del software tradicional de ana´lisis de eventos que no
funciona en tiempo real —normalmente procesa eventos almacenados en bases de datos.
Adema´s, los eventos complejos pueden ser estructurados mediante una jerarqu´ıa de eventos,
donde cada evento de un nivel superior se habra´ inferido a partir de uno o ma´s eventos de
un nivel inferior. Gracias a esta jerarquerizacio´n, se lograra´ reducir el nu´mero de eventos
que debera´ procesarse segu´n el nivel de abstraccio´n requerido por el usuario y/o sistema en
cuestio´n en cada momento, entrega´ndose de esta forma la informacio´n correcta al usuario
y/o sistema adecuado.
Para llevar a la pra´ctica este tipo de procesamiento de eventos en los sistemas de infor-
macio´n, es necesario hacer uso de un software espec´ıfico conocido como motor CEP. En la
actualidad existen varios motores CEP desarrollados por distintas empresas y grupos de
investigacio´n. Cada motor proporciona al programador un lenguaje concreto para que im-
plemente los patrones de eventos que desee detectar en tiempo real; a este tipo de lenguaje
se le denomina lenguaje de procesamiento de eventos o EPL; en la siguiente subseccio´n se
proporcionan detalles adicionales sobre los motores CEP ma´s relevantes, y sus respectivos
EPL.
Como muestra la Figura 2.2, este tipo de procesamiento de eventos se efectu´a en tres
etapas [Cha10]:
1. Captura de eventos : consiste en la recepcio´n de los eventos que se analizara´n con la
tecnolog´ıa CEP.
2. Ana´lisis : a partir de los patrones de eventos definidos previamente en el motor CEP,
este se encargara´ de procesar y correlacionar toda la informacio´n, en forma de eventos,
con el fin de detectar situaciones cr´ıticas o relevantes en tiempo real.
3. Respuesta: tras la deteccio´n de una determina situacio´n, se actuara´ en consecuencia
notifica´ndoselo al sistema, software, servicio o dispositivo en cuestio´n.
Entre las ventajas ma´s relevantes ofrecidas por esta tecnolog´ıa se encuentran las si-
guientes [Cha10, Dag10]:
Mejora de la calidad en las decisiones : los ordenadores son capaces de gestionar
much´ısima ma´s informacio´n por segundo y de contemplar muchos ma´s factores a
la hora de tomar una decisio´n frente a las capacidades de que disponen los seres
humanos.
Respuesta veloz : el uso de un motor CEP que permite realizar automa´ticamente tanto
el ana´lisis de los eventos como la realizacio´n de la toma de decisiones, sin que sea
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Figura 2.2: Etapas implicadas en el procesamiento de eventos complejos.
Prevencio´n de sobrecarga de informacio´n: debido a la naturaleza inherente de los
sistemas CEP, se reduce enormemente la cantidad de informacio´n que debe ser no-
tificada a las personas, puesto que normalmente solo se mostrara´n a los usuarios
finales aquellas situaciones cr´ıticas o relevantes (eventos complejos) en las que este´n
interesados; estas situaciones se habra´n detectado a trave´s de los patrones de eventos
y tras un ana´lisis exhaustivo de toda la informacio´n recibida.
Reduccio´n del esfuerzo humano: puesto que se utilizan sistemas informa´ticos, se re-
duce el esfuerzo y el trabajo necesarios por parte de las personas para analizar toda
la informacio´n.
Por consiguiente, puede aplicarse CEP a una gran cantidad de dominios en los que la
deteccio´n de situaciones cr´ıticas o relevantes sea una necesidad. Algunos de los dominios que
pueden beneficiarse de esta tecnolog´ıa son los siguientes: deteccio´n de fraude y seguridad
informa´tica [DC12, Gad12a, Gad12b, Gad13], domo´tica [BP14a, Rom11], salud [BP11,
BP14b, Yua09], gestio´n del tra´fico mar´ıtimo [BP12], energ´ıa y fabricacio´n [Dun11], servicios
basados en localizacio´n [Vik13], sistemas y operaciones financieros [Uhm11] e inteligencia
de negocios operacional [Cha11].
Lenguajes de Procesamiento de Eventos
Gracias al uso de patrones de eventos en sistemas CEP es posible la deteccio´n de si-
tuaciones de intere´s sobre un dominio concreto en tiempo real. Estos patrones de eventos
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se definen utilizando unos lenguajes de programacio´n desarrollados para tal fin, denomina-
dos EPL, como se ha comentado previamente. Estos lenguajes pueden clasificarse en tres
categor´ıas [Etz10]:
EPL orientados a flujos : estos lenguajes esta´n basados en SQL (Structured Query
Language) y el a´lgebra relacional, pero extendidos para que puedan manejar venta-
nas temporales de datos. A diferencia de los modelos relacionales convencionales en
los que una consulta se ejecuta sobre una tabla de datos, este modelo de consulta
continua y en tiempo de ejecucio´n debera´ ejecutarse sobre un conjunto limitado de
eventos (normalmente agrupados mediante ventanas temporales). Algunos de estos
EPL orientados a flujos son los siguientes: EPL de Esper [Esp14], EPL y CQL (Con-
tinuous Query Language) de Oracle [Ora14], StreamSQL [Str14] y CCL (Continuous
Computation Language) [Syb14].
EPL orientados a reglas : este tipo de EPL se clasifica, a su vez, en tres subtipos:
 Reglas de produccio´n: estas reglas son del tipo si condicio´n entonces accio´n, esto
es, cuando la condicio´n se satisface, entonces se ejecutara´ la accio´n. El EPL del
motor Drools Fusion [JBo14] es uno de los ma´s conocidos entre los lenguajes de
esta categor´ıa.
 Reglas activas : tambie´n denominadas reglas de evento-condicio´n-accio´n o ECA
(Event-Condition-Action) esta´n inspiradas en las bases de datos activas que
siguen el siguiente funcionamiento: cuando un evento ocurre, se evalu´an las
condiciones y, si se satisfacen, entonces se lanza la accio´n correspondiente. Entre
los EPL de reglas activas se encuentra, por ejemplo, el proporcionado por IBM
Operational Decision Management [IBM14].
 Reglas de programacio´n lo´gica: estos lenguajes esta´n basados en aserciones lo´gi-
cas y en bases de datos deductivas, que permiten hacer deducciones a trave´s de
inferencias, a partir de reglas y un conjunto de hechos concreto. Como ejem-
plo, destacar ETALIS (Event TrAnsaction Logic Inference System) [Ani14], un
sistema CEP implementado en Prolog que ofrece dos lenguajes basados en re-
glas: ELE (ETALIS Language for Events) y EP-SPARQL (Event Processing
SPARQL).
EPL imperativos : lenguajes que permiten definir, mediante programacio´n imperativa,
el conjunto de operadores que debe aplicarse sobre los eventos, en el que cada operador
especifica una transformacio´n sobre los eventos recibidos. El EPL de Apama [AG14]
es el lenguaje ma´s representativo de los EPL imperativos.
Puede encontrarse informacio´n ma´s exhaustiva sobre estos tipos de EPL en el estudio
realizado por Cugola y Margara [Cug12].
Es importante destacar que en esta tesis doctoral se ha optado por utilizar el EPL de
Esper, cuya sintaxis se aproxima bastante a la del lenguaje SQL, ampliamente conocido
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a nivel mundial, por lo tanto, la curva de aprendizaje no es elevada para el programador.
Adema´s, este lenguaje soporta de forma nativa varios tipos de formato de eventos: objetos
Java/.NET, documentos XML y maps de Java. Este u´ltimo tipo de formato es muy venta-
joso con respecto a otros, ya que permite definir tipos de eventos y propiedades de eventos
anidadas en tiempo de ejecucio´n, sin necesidad de crear ningu´n fichero adicional en tiempo
de disen˜o. Asimismo, este lenguaje se ejecuta en Esper, un motor CEP escrito en Java y
de co´digo abierto, y uno de los ma´s utilizados en la actualidad, capaz de procesar en torno
a 500.000 eventos/s en una estacio´n de trabajo, y entre 70.000 y 200.000 eventos/s en un
porta´til, segu´n confirma EsperTech, la empresa desarrolladora.
2.2. Estado del Arte
En esta seccio´n se presentan los trabajos relacionados con los diversos aspectos que se
abordan en esta tesis doctoral. En primer lugar, se describen los trabajos que proponen
enfoques para representar los eventos y los patrones de eventos para CEP. En segundo lugar,
se enumeran los editores gra´ficos para la definicio´n y la generacio´n de co´digo de patrones
de eventos ma´s representativos que se han desarrollado tanto en el mundo empresarial
como en el acade´mico e investigador. Finalmente, se citan las propuestas existentes para
la integracio´n de CEP con SOA, EDA y SOA 2.0.
2.2.1. Enfoques para el Procesamiento de Eventos Complejos
Durante los u´ltimos an˜os, se han propuesto distintos enfoques con el fin de incorporar
el conocimiento del dominio en CEP, as´ı como tratar de acercar esta tecnolog´ıa a los
expertos en el dominio para ayudarles en el proceso de la toma de decisiones. Algunos
de estos enfoques persiguen la integracio´n del conocimiento sema´ntico en CEP haciendo
uso de lenguajes ontolo´gicos para modelar los dominios. Otros enfoques emplean te´cnicas
de MDD con la finalidad de definir los dominios como modelos, que posteriormente sera´n
transformados a co´digo espec´ıfico del sistema CEP que se requiera usar.
Tras una extensa revisio´n bibliogra´fica sobre dichos tipos de enfoques existentes para
CEP, en primer lugar, se detallan los trabajos relacionados sobre enfoques que utilizan
ontolog´ıas y, en segundo lugar, aquellos trabajos que proponen enfoques dirigidos por
modelos.
Enfoques Ontolo´gicos
Sen et al. [Sen10a, Sen10b] han propuesto un modelo sema´ntico para la representa-
cio´n de eventos y patrones de eventos basado en RDFS (Resource Description Framework
Schema) [W3C14b], un lenguaje de representacio´n del conocimiento que proporciona los
elementos necesarios para la descripcio´n de ontolog´ıas. Concretamente, la ontolog´ıa que
han definido contiene un conjunto de conceptos (Event, EventOperator, EventSource y
EventType) y un conjunto de propiedades (hasStartTime, hasEndTime, hasEventName,
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hasEventId, hasEventSource, hasEventType y composedOf ). Los conceptos EventType y
EventSource permiten clasificar los eventos con caracter´ısticas similares en cuanto al tipo
y la fuente de donde provengan. Cada evento tiene un identificador u´nico (hasEventId) y un
nombre (hasEventName). Adema´s, mientras un evento simple es indivisible y ocurre en un
momento concreto (hasStartTime), un evento complejo puede ocurrir durante un per´ıodo
de tiempo, comprendido entre la fecha de inicio (hasStartTime) y la fecha de fin (hasEnd-
Time). Cada evento complejo, al estar compuesto de otros eventos, tendra´ adicionalmente
una propiedad denominada composedOf. Conviene mencionar que los operadores de even-
tos considerados en esta ontolog´ıa son los mismos que los propuestos por Chakravarthy y
Mishra [Cha94], esto es, operadores de eventos de agregacio´n (COUNT), de ventanas de
datos (WITHIN), lo´gicos (AND y OR) y temporales (SEQ). En este modelo sema´ntico,
un patro´n de eventos se describe con un conjunto de eventos junto con un conjunto de
operadores de eventos.
Este modelo propuesto por Sen et al. para la representacio´n de eventos y patrones de
eventos utilizando ontolog´ıas se ha utilizado con algunas modificaciones en el proyecto
europeo ALERT (Active support and reaL-time coordination based on Event pRocessing in
FLOSS developmenT ) [ALE13] del VII Programa Marco de Investigacio´n y Desarrollo o
FP7 (Framework Programme 7 ). Concretamente, se ha an˜adido a dicho modelo un nuevo
concepto denominado interaction pattern, que extiende la representacio´n del evento con un
conjunto de propiedades que facilitan la definicio´n de un patro´n de eventos: el identificador,
el nombre y la fecha de creacio´n del patro´n. Al igual que en el modelo anterior, se utilizan
operadores de eventos de agregacio´n, de ventanas de datos, lo´gicos y temporales.
Stu¨hmer et al. [Stu¨09] tambie´n presentan una ontolog´ıa RDFS para eventos, donde un
evento puede representarse como un evento simple o un evento complejo. Todos los eventos
tienen un tipo, fecha y hora de comienzo, fecha y hora de fin, y opcionalmente el contenido
del mensaje. A diferencia de otras propuestas, en esta se especializa el evento complejo con
los tipos de operadores de eventos que, en cada caso, se requieran para detectarlo, tales
como AndEvent, OrEvent, NotEvent.
Paschke et al. [Pas12] han creado el modelo Reaction RuleML, que define los siguientes
conceptos en una estructura ontolo´gica: evento, situacio´n, espacio, tiempo, accio´n y agen-
te. Estos conceptos pueden relacionarse entre s´ı y, adema´s, especializarse con ontolog´ıas de
dominio existentes —vocabularios relacionados con un dominio espec´ıfico— y ontolog´ıas
para tareas y actividades gene´ricas como, por ejemplo, el procesamiento de situaciones de
intere´s. Cada situacio´n de intere´s estara´ compuesta por sus propiedades (hasProperties)
y una descripcio´n (hasContent), adema´s de pertenecer a una de las siguientes categor´ıas:
heteroge´neas —aquellas influenciadas por cambios dina´micos, tiempo o frecuencia— y ho-
moge´neas —descritas por situaciones estables, iterativas o habituales.
Previamente a la creacio´n del modelo Reaction RuleML, Paschke publico´ en solitario
el modelo de lenguaje de patro´n CEP [Pas09]. Este lenguaje se ha implementado como un
lenguaje de descripcio´n de patrones formado por una combinacio´n del lenguaje XML, una
descripcio´n en lenguaje natural (en lengua inglesa) y un lenguaje ontolo´gico implementado
como un modelo de vocabulario OWL (Web Ontology Language) [W3C14a].
Yao et al. [Yao11] tambie´n han propuesto una ontolog´ıa CEP. Esta esta´ formada por
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eventos que se clasifican en eventos simples y eventos complejos. Cada evento tiene un tipo
y una serie de atributos. Los eventos simples se clasifican, a su vez, en eventos RFID (Radio
Frequency IDentification) y en eventos no RFID. Por otro lado, los eventos complejos se
componen de operadores de eventos, que pueden ser de dos tipos: lo´gicos y temporales.
Asimismo, estos eventos complejos se asocian con los patrones de eventos que se encar-
gara´n de lanzar las acciones pertinentes. Esta ontolog´ıa se ha aplicado al a´mbito de la
salud, concretamente, se ha monitorizado toda la informacio´n de un hospital, donde se han
instalado dispositivos RFID para tal fin.
Todos estos enfoques ontolo´gicos citados difieren en gran medida del enfoque dirigido
por modelos propuesto en esta tesis doctoral (ve´ase el Cap´ıtulo 3). Por un lado, el nu´mero
de operadores incorporado en cada uno de los modelos mencionados es inferior al nu´mero
de operadores que se han incluido en los DSML gra´ficos que se proponen en esta tesis tanto
para la definicio´n de dominios CEP (ve´ase el Cap´ıtulo 4) como para la definicio´n de patrones
de eventos (ve´ase el Cap´ıtulo 5). Asimismo, el nu´mero de operandos de dimensio´n temporal
y de las ventanas de datos es inferior en dichos modelos. Esto implica una limitacio´n en la
expresividad de los patrones ma´s complejos que se requiera modelar.
Por otro lado, la forma en la que se definen algunos modelos difiere bastante de co´mo
se han definido los metamodelos en la tesis. Por ejemplo, el modelo de Stu¨hmer representa
los operadores como clases especializadas de la clase ComplexEvent, en lugar de crear una
clase operador con sus operadores como subclases de esta; tampoco se determina la aridad
de dichos operadores. Todo ello, dificulta la escalabilidad y la comprensio´n de los patrones
definidos.
Enfoques Dirigidos por Modelos
Una vez analizados los trabajos que hacen uso de lenguajes ontolo´gicos, seguidamente se
presentan los enfoques dirigidos por modelos, clasificados segu´n proporcionen un lenguaje
textual para definir los patrones o, por el contrario, un lenguaje gra´fico.
En cuanto a los enfoques que proporcionan una representacio´n textual de los patrones
de eventos se encuentran los metamodelos de Zang et al. y Bruns et al., que se describen
a continuacio´n.
Zang et al. [Zan08] han definido un metamodelo en el que los eventos se interrelacionan
con operadores de eventos, procesos y un contexto. Estos eventos pueden provenir de
distintas fuentes, tales como servicios, bases de datos, dispositivos RFID y actividades de
procesos. Del mismo modo que en propuestas anteriores, los tipos de eventos, junto con
las propiedades, se clasifican en simples y complejos, que pueden asociarse a trave´s de
relaciones de causalidad. En este metamodelo se definen los siguientes tipos de operadores:
lo´gicos, temporales, causales y de RFID. Estos hacen posible la combinacio´n de varios
eventos con el fin de crear situaciones (eventos complejos). Asimismo, estos eventos pueden
formar parte de un contexto, gracias al cual sera´ posible crear una jerarqu´ıa de eventos.
Bruns et al. [Bru14] han definido un DSML textual, denominado DS-EPL (Domain-
Specific Event Processing Language), para la definicio´n de patrones de eventos sobre un
dominio espec´ıfico, en concreto, un lenguaje para modelar patrones de eventos del dominio
24 Cap´ıtulo 2. Fundamentos y Estado del Arte
ma´quina-a-ma´quina que permitira´n detectar situaciones de intere´s entre ma´quinas y dis-
positivos remotos, que intercambian informacio´n haciendo uso de redes tanto ala´mbricas
como inhala´mbricas. Adema´s, los autores evalu´an este DSML aplica´ndolo a un caso de
estudio sobre una planta de energ´ıa solar. Este enfoque exige la creacio´n de un DSML por
cada dominio donde deba aplicarse CEP, as´ı como la especificacio´n predeterminada de un
conjunto de tipos de eventos para el dominio en cuestio´n. A diferencia de la mayor´ıa de
los enfoques analizados, en este se proponen operadores que permiten especificar condicio-
nes cualitativas como, por ejemplo, se ha incrementado (operador increased) o disminuido
(operador decreased) el valor de cierta propiedad de un evento. Asimismo, se ha construido
un editor textual con el marco de trabajo Xtext como soporte para el modelado de los
patrones textuales.
A pesar de que los metamodelos de estos lenguajes tienen en cuenta el dominio al que
pertenece un evento concreto, ninguno ofrece la posibilidad de describir un dominio CEP
compuesto de un conjunto de tipos de eventos, junto con su descripcio´n y fecha de creacio´n,
lo cual facilitar´ıa que los dominios pudiesen compartirse entre distintas herramientas de
modelado que, incluso, podr´ıan pertenecer a distintos usuarios. Esta posibilidad s´ı se ha
contemplado en el enfoque de esta tesis.
Aunque los autores de ambos enfoques argumentan la utilidad y la expresividad de sus
lenguajes textuales, haciendo mencio´n expresa a que facilitan el modelado de patrones de
eventos a los usuarios que son expertos en el dominio, pero no expertos en CEP, estos
enfoques presentan un grado de usabilidad y funcionalidad inferior al propuesto en esta
tesis. Por un lado, un lenguaje gra´fico bien definido normalmente sera´ ma´s amigable e
intuitivo para un usuario no tecno´logo que un lenguaje textual, ya que los usuarios finales
suelen tener cierto rechazo al uso de aplicaciones y herramientas que no dispongan de una
interfaz gra´fica.
Adema´s de tratarse de un lenguaje textual, el lenguaje DS-EPL presenta otras limi-
taciones con respecto a los DSML propuestos en esta tesis. En primer lugar, aunque sus
autores consideran una ventaja que el DSML sea espec´ıfico de un dominio concreto —
ma´quina-a-ma´quina, en este caso—, esto requiere crear un DSML por cada dominio donde
se necesite aplicar CEP, lo que implica una mayor carga de trabajo y esfuerzo adicional por
cada nuevo DSML a implementar. Para solventar este problema, en esta tesis se propone
un DSML de patrones de eventos independiente del dominio donde se necesite aplicar dicha
tecnolog´ıa, pero con la capacidad de personalizarse a cualquier dominio CEP, a partir de
los tipos de eventos modelados para el nuevo dominio a incorporar. En segundo lugar, el
lenguaje DS-EPL presenta un conjunto predefinido de tipos de eventos que puede exten-
derse para definir otros nuevos; sin embargo, no se contempla la posibilidad de crear otros
tipos de eventos que no dependan de los ya proporcionados inicialmente. En tercer lugar,
los autores de dicho lenguaje proponen operadores que representan relaciones de dominio
cualitativas; no obstante, un usuario final tambie´n podr´ıa necesitar definir condiciones con-
cretas que determinen que´ se entiende cuantitativamente por un aumento del valor de una
propiedad, en lugar de utilizar un valor cualitativo como aumentado (increased). Final-
mente, tampoco consideran la inclusio´n en el lenguaje de posibles acciones a llevar a cabo
cuando se creen los eventos complejos.
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Conviene destacar que existen otros enfoques dirigidos por modelos para CEP que pro-
porcionan lenguajes textuales. Sin embargo, estos enfoques quedan fuera del alcance del
estado del arte de esta tesis doctoral, puesto que se han implementado con el propo´sito de
definir patrones de eventos restringidos a un dominio en particular. Por ejemplo, Mulo et
al. [Mul13] han propuesto un enfoque para la monitorizacio´n del grado de cumplimiento
en SOA dirigidas por procesos. Concretamente, definen un DSML textual para la especifi-
cacio´n de directivas del grado de cumplimiento de procesos, as´ı como la transformacio´n de
estas directivas en sus correspondientes patrones de procesos de negocio.
En cuanto a los enfoques que proporcionan una representacio´n gra´fica de los patrones de
eventos, se encuentran los metamodelos de Obweger et al., y Etzion y von Halle, detallados
a continuacio´n.
Obweger et al. [Obw10, Obw11] han propuesto un modelo de eventos, un modelo de
correlacio´n y un modelo de reglas, entre otros. El modelo de eventos permite definir los tipos
de eventos que se manipulan en el sistema, que pueden clasificarse en tres tipos: tipos de
valores simples —nume´ricos, cadena de caracteres y otros tipos de eventos—, colecciones de
datos y diccionarios de datos. Por otro lado, el modelo de correlacio´n ofrece la posibilidad
de establecer relaciones entre los eventos. Finalmente, a trave´s del modelo de reglas se
describen las situaciones que se desean detectar (eventos complejos). Cabe destacar que la
definicio´n de un patro´n viene dada fundamentalmente por un conjunto de componentes,
un conjunto de relaciones de precondicio´n, un conjunto de entradas y un conjunto de
salidas. Estos componentes permiten establecer las condiciones que deben cumplirse para
la deteccio´n de las situaciones de intere´s, especificar intervalos temporales, as´ı como indicar
si un patro´n depende de otro patro´n ya definido. Adema´s, estos componentes pueden
relacionarse mediante enlaces que unan los puertos de salida de un componente —acciones
a llevar a cabo tras la deteccio´n de la situacio´n definida— con los puertos de entrada de
otro componente —las precondiciones que deben cumplirse para analizar el contenido del
componente en cuestio´n. De este modo, los patrones se modelan como grafos de decisio´n
visuales.
Etzion y von Halle [Etz13] han presentado un enfoque dirigido por modelos para la
definicio´n de patrones de eventos denominado The Event Model. Este enfoque se funda-
menta en los conceptos descritos por el autor principal en [Etz10]. Segu´n los autores, las
caracter´ısticas de este enfoque son las siguientes: proporciona una estructura para llevar
a cabo un modelado riguroso de la realidad, los patrones se representan haciendo uso de
tablas y estos se pueden transformar automa´ticamente al co´digo de un EPL espec´ıfico, y
los modelos son independientes de la implementacio´n.
Cabe destacar que de los dos u´ltimos enfoques dirigidos por modelos mencionados, el
que se asemeja ma´s al propuesto en esta tesis doctoral es el enfoque descrito por Etzion
y von Halle. No obstante, una de las diferencias ma´s destacables entre ambos es el modo
en que los expertos en el negocio pueden describir sus situaciones de intere´s: mientras
que estos autores han optado por el uso de plantillas en formato tabla con textos para
definir los patrones de eventos, en el enfoque de la tesis se ha elegido un formato ma´s
gra´fico e intuitivo para cualquier usuario, sobre todo para los noveles en CEP, como es
el uso de nodos y enlaces gra´ficos. Para lograrlo, se ha hecho uso del marco de trabajo
26 Cap´ıtulo 2. Fundamentos y Estado del Arte
GMF, y su correspondiente marco de trabajo EMF para el modelado de los patrones,
permitie´ndose as´ı que los modelos puedan ser compartidos entre diferentes herramientas de
modelado, entre otras ventajas, tal y como se discute en el Cap´ıtulo 8. Por otra parte, dichos
autores no mencionan ninguna solucio´n software que hayan desarrollado para transformar
los patrones de eventos tanto al co´digo que se desplegara´ en un motor CEP como al co´digo
que se encargara´ de ejecutar las acciones correspondientes en un ESB.
Existen otros enfoques dirigidos por modelos para CEP que proporcionan lenguajes
gra´ficos. No obstante, estos enfoques tambie´n quedan fuera del alcance de este estado del
arte, debido a que se han creado con la finalidad de definir patrones de eventos restringidos
a un dominio en particular. Por ejemplo, Decker et al. [Dec07] han propuesto un lenguaje
gra´fico, denominado BEMN (Business Event Modeling Notation), para modelar patrones
de eventos en el contexto de los procesos del negocio.
2.2.2. Editores Gra´ficos para la Definicio´n y la Generacio´n de
Co´digo de Patrones de Eventos
Con el propo´sito de acercar la tecnolog´ıa CEP a cualquier usuario no tecno´logo, este de-
bera´ disponer de algu´n editor gra´fico que le permita definir de una forma gra´fica e intuitiva
las situaciones de intere´s que desea detectar en tiempo real en sus sistemas de informacio´n.
Seguidamente, estos editores debera´n permitir generar automa´ticamente el co´digo que los
implementa, siendo deseable que adema´s este co´digo se an˜ada automa´ticamente tanto al
motor CEP como al sistema o arquitectura encargado de ejecutar las acciones pertinentes;
todo ello, de forma totalmente transparente para el usuario final.
Por este motivo, durante los u´ltimos an˜os se han propuesto algunos editores gra´ficos
que tienen como objetivo principal lograr que sean utilizados por usuarios del negocio que
no sean expertos ni en la tecnolog´ıa CEP ni en ningu´n EPL en particular. No obstante, la
gran mayor´ıa de ellos requiere a este tipo de usuarios que escriba a mano, al menos, una
parte del co´digo EPL que implementa al patro´n de eventos en cuestio´n.
Algunos de estos editores han sido construidos por empresas de desarrollo software y
otros se han desarrollado dentro de grupos y/o proyectos de investigacio´n [Blo14, Cha09,
Cug12, Pro].
En cuanto a los editores creados por grandes empresas como herramientas complemen-
tarias a sus sistemas CEP particulares como, por ejemplo, Oracle CEP Visualizer [Ora14],
StreamBase Studio [TIB13] y SAP Sybase ESP Studio [Syb14], estos suelen realizar u´ni-
camente transformaciones de los patrones al co´digo espec´ıfico que sea capaz de entender
el sistema en cuestio´n. Esta dependencia entre motor CEP y editor podr´ıa requerir que el
usuario deba definir n veces el mismo patro´n de eventos para cada uno de los n distintos
tipos de sistemas CEP en los que se necesite detectar el patro´n. Lo que agrava todav´ıa ma´s
esta situacio´n es el hecho de que el usuario —o ma´s bien el programador informa´tico, debi-
do a que normalmente se le exigira´ escribir parte del co´digo a mano— tendra´ que invertir
mucho tiempo en aprender cada uno de los lenguajes EPL, as´ı como familiarizarse con el
uso de cada uno de los editores correspondientes. Precisamente, el editor de patrones pre-
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sentado en esta tesis persigue solventar todos estos problemas mencionados, minimizando
la curva de aprendizaje.
A continuacio´n, se describen los editores de patrones de eventos desarrollados dentro
de grupos y/o proyectos de investigacio´n.
Kalevar et al. [Kav10] han creado una interfaz web con dos funcionalidades principales:
1) la definicio´n de los patrones de eventos y las acciones, as´ı como la administracio´n y
la configuracio´n del sistema CEP utilizado —concretamente, el sistema SARI (Sense And
Respond Infrastructure) [Roz09, Sch05]—; y 2) la utilizacio´n de los patrones de eventos y
las acciones, definidos previamente, con la intencio´n de describir las situaciones de intere´s
para un dominio en particular. Esta propuesta tiene varias limitaciones con respecto a la
presentada en esta tesis doctoral. En primer lugar, esta herramienta exige que expertos en la
tecnolog´ıa CEP sean los que lleven a cabo tanto la definicio´n de los patrones de eventos y las
acciones, como la administracio´n y configuracio´n del sistema CEP. En segundo lugar, dicha
definicio´n se efectu´a utilizando el lenguaje natural, lo que puede conllevar a definiciones de
patrones y acciones ambiguas. En tercer lugar, existe una gran dependencia de los expertos
en el negocio con respecto a los expertos en CEP, ya que los expertos en el negocio no
podra´n especificar cua´les son los patrones a detectar para un dominio en particular, ni
tampoco las acciones, si estos no han sido creados previamente por los expertos en CEP.
Adema´s, las funcionalidades proporcionadas por este editor gra´fico, as´ı como su grado de
usabilidad, son inferiores en gran medida de los proporcionados por el editor de patrones
construido en esta tesis doctoral (ve´ase ma´s detalles sobre este editor de patrones en el
Cap´ıtulo 5 y su evaluacio´n en el Cap´ıtulo 8).
Sen et al. [Sen09] han desarrollado tambie´n un editor web, usando el marco de trabajo
GWT (Google Web Toolkit) [Goo14], que hace posible la creacio´n de patrones de eventos a
partir de nodos de eventos, operadores y nodos de accio´n, as´ı como la generacio´n de co´digo
EPL. En este trabajo, se utiliza Twitter [Twi14] como productor de eventos, cuyos eventos
producidos se transforman en formato RDF (Resource Description Framework) [W3C14b].
Seguidamente, estos eventos se convierten nuevamente para que puedan ser procesados
por el motor Esper y, adema´s, se obtienen automa´ticamente los tipos de estos eventos
en formato RDFS. Finalmente, estos tipos de eventos se notifican al editor de patrones
para que este´n disponibles durante la creacio´n de patrones de eventos. Aunque este editor
ofrece ventajas con respecto al editor de Kalevar et al., ya que en esta ocasio´n no se
requiere la intervencio´n de expertos en CEP como paso previo a la definicio´n de patrones
de eventos, no dispone de todas las funcionalidades proporcionadas por el editor de esta
tesis y, adema´s, la interfaz presenta limitaciones en cuento a usabilidad, puesto que los
eventos, operadores y acciones se representan gra´ficamente como ventanas compuestas de
botones y listas desplegables y es a trave´s de estas ventanas donde el usuario final puede
ir an˜adiendo las propiedades de los eventos que desea utilizar, as´ı como las condiciones.
A diferencia de esta propuesta, en el editor desarrollado en esta tesis el usuario puede
seleccionar un tipo de evento de la paleta de herramientas y arrastrarlo hasta el a´rea
de trabajo, donde automa´ticamente se visualizara´ el evento con todas sus propiedades
para las que podra´ establecer condiciones directamente, enlaza´ndolas con los operadores
correspondientes.
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Una nueva versio´n del editor creado por Sen et al., en la que se incluyen nuevas fun-
cionalidades, ha pasado a denominarse PANTEON [Sen12], formando parte del prototipo
para la creacio´n de patrones de eventos llevado a cabo dentro del proyecto europeo ALERT,
ya mencionado previamente.
Por otro lado, CEP Editor [Soc13a], desarrollado dentro del proyecto SocEDA (SOCial
Event Driven Architecture) [Soc13b] financiado por la agencia nacional francesa para la
investigacio´n o ANR (L’Agence Nationale de la Recherche), tambie´n se ha construido con
el fin de definir patrones de eventos, as´ı como transformarlos a co´digo EPL de Esper.
Es importante destacar que de todos los mencionados, los editores PANTEON y CEP
Editor son los u´nicos comparables con el propuesto en esta tesis doctoral por la similitud
que presentan algunas de sus funcionalidades, no as´ı en cuanto al grado de usabilidad que
proporcionan, que es inferior. Una evaluacio´n detallada sobre las ventajas e inconvenientes
de cada uno de estos editores puede encontrarse en la Seccio´n 8.2.2.
2.2.3. Propuestas para la Integracio´n de CEP con EDA y/o SOA
Como se ha comentado en la Seccio´n 2.1.4, una SOA 2.0 o ED-SOA consiste en una
arquitectura software que combina SOA y EDA. Michelson [Mic06] fue una de las pioneras
en proponer este tipo de arquitecturas, cuyo nexo de unio´n suele ser un ESB por su capaci-
dad de simplificar considerablemente dicha integracio´n [Mar06]. Por ejemplo, Juric [Jur10]
ha propuesto una solucio´n ED-SOA en la que los servicios actu´an como productores y con-
sumidores de eventos. Pero tambie´n existen algunas propuestas ma´s antiguas en las que
todav´ıa no se hac´ıa uso de un ESB, como es el caso del trabajo presentado por Yuan y
Lu [Yua09].
Con la finalidad de detectar, en tiempo real, situaciones de intere´s en los sistemas de
informacio´n, se han propuesto a lo largo de los u´ltimos an˜os algunos trabajos en los que
se integra la tecnolog´ıa CEP con EDA, otros trabajos que combinan CEP con SOA y,
finalmente, otros que integran CEP con SOA 2.0.
Uno de los trabajos existentes que integra CEP con EDA es el propuesto por Dunkel
et al. [Dun11], que facilita el proceso de la toma de decisiones ante situaciones relevantes
que surjan en los sistemas de gestio´n del tra´fico terrestre. Aunque usan el motor Esper
para procesar la informacio´n en forma de eventos, una de las principales diferencias con la
solucio´n tecnolo´gica propuesta en el Cap´ıtulo 6 es que no se hace uso de un ESB y, adema´s,
la arquitectura presenta cierta dependencia con el dominio donde se ha aplicado CEP; por
ejemplo, tan solo se considera el uso de sensores como productores de eventos.
Entre las propuestas que integran CEP con SOA, destacan las siguientes. Sottara et
al. [Sot09] proponen una arquitectura para una planta de tratamiento de aguas con la
intencio´n de detectar situaciones de intere´s durante la reduccio´n o eliminacio´n de la con-
taminacio´n de las aguas que se reciben en dicha planta. En esta arquitectura se utiliza el
ESB JBoss [JBo13a] para lograr dicha integracio´n, y el motor de reglas Drools [JBo13b].
Zmuda et al. [Zmu10] proponen un marco de trabajo para la monitorizacio´n dina´mica de
entornos de ejecucio´n SOA que utiliza tanto el ESB ServiceMix [Apa14c] como el motor
Esper. Por otro lado, Romero et al. [Rom11] disen˜an y evalu´an una arquitectura para la
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deteccio´n de situaciones cr´ıticas en el a´mbito de la domo´tica que utiliza el modelo SCA
(Service Component Architecture) [CSA14] —una tecnolog´ıa que facilita la creacio´n de
servicios reutilizables dentro de una SOA— y el motor Esper.
Como puede comprobarse, todas estas arquitecturas que combinan CEP con SOA pre-
sentan diferencias con respecto a la propuesta en la tesis. En primer lugar, ninguna de
ellas utiliza el ESB Mule, uno de los mejores ESB en la actualidad segu´n Forrester [Rie14].
En segundo lugar, la propuesta de Sottara et al. no hace uso del motor Esper, uno de los
motores CEP ma´s utilizado en la actualidad por las ventajas que ofrece, como se ha men-
cionado en la Seccio´n 2.1.5. En tercer lugar, algunas de las arquitecturas mencionadas son
dependientes de un dominio en particular. Finalmente, aunque integran CEP con SOA, es-
tas propuestas no se benefician de las ventajas que aportar´ıa su integracio´n con una EDA,
descritas en la Seccio´n 2.1.4. Lo´gicamente, esta integracio´n podra´ estar supeditada a las
necesidades particulares de cada escenario de aplicacio´n.
Una vez analizadas las propuestas que integran CEP con EDA o SOA, se describen los
trabajos que integran CEP con SOA 2.0.
Bo et al. [Bo08] disen˜an e implementan un ESB que permite la integracio´n de una
SOA 2.0 con un motor CEP. Este motor se ha implementado haciendo uso del a´lgebra
relacional.
Asimismo, He et al. [He08] proponen su propia solucio´n para la integracio´n de CEP con
SOA 2.0, implementada principalmente mediante Java, XML y tecnolog´ıas de servicios
web. Esta solucio´n es efectiva para la deteccio´n de situaciones ano´malas ante las emisiones
de los gases producidos por los tubos de escape de los veh´ıculos. Como particularidad, esta
arquitectura dispone de sensores de gases para medir dichas emisiones en tiempo real; en el
caso de que las mediciones no sean las deseables, se usara´n lectores RFID para identificar
cua´les son los veh´ıculos que suponen un problema para el medioambiente.
Zang et al. [Zan08] han propuesto tambie´n el uso de RFID en su propia SOA 2.0,
adema´s han implementado un prototipo de un motor CEP escrito en Java, denominado
RTE-CEP.
Levina y Stantchev [Lev09] han propuesto una arquitectura ED-SOA con generadores
de eventos, sensores de eventos y servicios de eventos como productores de eventos. Esta
arquitectura, aplicada al dominio de la log´ıstica, se ha implementado con el marco de
trabajo .NET 3.0 y, adema´s, se ha hecho uso de Microsoft Workflow Foundation [Mic14]
para gestionar los patrones de eventos que se pretenden detectar, as´ı como los servicios
que se encargara´n de ejecutar las acciones correspondientes.
Wieland et al. [Wie09] tambie´n han creado una ED-SOA cuya caracter´ıstica principal
es que los eventos complejos producidos por el motor Esper se notifican a un flujo BPEL
(Business Process Execution Language) —el esta´ndar OASIS (Organization for the Ad-
vancement of Structured Information Standards) [OAS07] que fundamentalmente permite
definir procesos de negocio compuestos por varios servicios web— con el propo´sito de tras-
ladar los efectos de las situaciones detectadas a los flujos de trabajo de los procesos del
negocio.
Ravier [Rav10] ha desarrollado una SOA 2.0 con el fin de monitorizar las ima´genes
tomadas por videoca´maras instaladas, por ejemplo, en lugares pu´blicos, as´ı como detectar
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automa´ticamente intrusos en zonas no autorizadas, u otras situaciones ano´malas. La com-
binacio´n de EDA y SOA se ha logrado a trave´s del uso de un ESB que se ha implementado
con Java Business Integration Binding [Chr08], al que se le ha conectado el motor Esper.
Vidackovic y Weisbecker [Vid11] proponen una SOA 2.0 que dispone de un motor CEP,
as´ı como un motor de ejecucio´n de procesos con la finalidad de facilitar la composicio´n
dina´mica de servicios. En esta arquitectura, el ESB que utilizan es Open ESB [Com14] y
el motor CEP es Esper.
Otros trabajos se han desarrollado en el seno de proyectos europeos. Por ejemplo,
en el proyecto COMPAS (Compliance-driven Models, Languages, and Architectures for
Services) del FP7 se ha propuesto una SOA 2.0 integrada con el motor Esper y el motor
de ejecucio´n de procesos Apache ODE [Apa14b], entre otros, mediante el uso de Apache
ActiveMQ [Apa14a]. Te´ngase en cuenta que esta arquitectura se ha creado con el fin
de monitorizar y garantizar el cumplimiento de los procesos de negocio en tiempo de
ejecucio´n. Por otra parte, en el proyecto ALERT perteneciente al mismo programa europeo,
se propone el uso del ESB Petals [Pet14] para la integracio´n de EDA y SOA con el motor
ETALIS [Ani14].
Tras esta revisio´n pormenorizada de las propuestas existentes en la actualidad para la
integracio´n de CEP con SOA y EDA, no se ha encontrado ninguna que proporcione los
beneficios de la solucio´n tecnolo´gica propuesta en el Cap´ıtulo 6.
En primer lugar, ninguna de ellas ha integrado el motor Esper con el ESB Mule, cuya
eleccio´n se ha justificado previamente. Conviene recordar algunas de las ventajas de esta
combinacio´n: la capacidad de este motor de co´digo abierto para procesar miles de eventos
por segundo y dar soporte a la gestio´n dina´mica de eventos en formato maps, dando una
mayor flexibilidad a la hora de definir tipos de eventos con propiedades anidadas; y la
capacidad de dicho ESB para integrarse con plataformas cloud, as´ı como con mu´ltiples
herramientas y escenarios.
En segundo lugar, la mayor´ıa de las propuestas no dispone de editores gra´ficos que
ayuden, al experto en el dominio, a definir y generar automa´ticamente el co´digo de los
patrones de eventos que se requieran detectar as´ı como las acciones que deban ejecutarse
en un dominio concreto; excepto el editor construido dentro del proyecto ALERT, cuyas
limitaciones se analizan detalladamente en el Cap´ıtulo 8.
Finalmente, aunque algunas de dichas arquitecturas presentan ciertas similitudes con
la propuesta en esta tesis, atendiendo a algunas de sus funcionalidades, se han disen˜ado
para dominios concretos, tales como monitorizacio´n del cumplimiento de los procesos de
negocio, deteccio´n de intrusos mediante el ana´lisis de grabaciones de video, deteccio´n de
gases contaminantes emitidos al medioambiente; a diferencia de la propuesta en esta tesis
que es independiente del dominio de aplicacio´n.
Cap´ıtulo 3
Enfoque Dirigido por Modelos para
el Procesamiento de Eventos
Complejos en SOA 2.0
((La formulacio´n de un problema es ma´s importante que su solucio´n.))
(Albert Einstein)
En este cap´ıtulo se propone un enfoque dirigido por modelos para el procesamiento
de eventos complejos en SOA 2.0 que hace posible la definicio´n de modelos de alto nivel,
cercanos y comprensibles para los usuarios finales, siendo posteriormente transformados
en co´digo que pueda ser ejecutado en un motor CEP y en un ESB. Esto permitira´ la
deteccio´n de situaciones cr´ıticas o relevantes a partir de la informacio´n que fluya por
sistemas complejos y heteroge´neos, as´ı como la notificacio´n de las alarmas detectadas a
los usuarios y sistemas interesados, todo esto de forma totalmente transparente al usuario
final.
3.1. Motivacio´n
Actualmente CEP es considerado por algunos expertos [Cha10, Etz10, Han13, Luc12]
como una de las tecnolog´ıas claves que puede ser integrada con otras que necesitan procesar
una ingente cantidad de informacio´n en tiempo real como big data o fast data.
Para poder procesar datos provenientes de fuentes heteroge´neas, detectar situaciones
relevantes a partir de estos y alertar sobre estas situaciones a los usuarios y sistemas
interesados, se propone en esta tesis doctoral la integracio´n de una SOA 2.0 con un motor
CEP. Esta arquitectura estara´ compuesta ba´sicamente por los productores de eventos, un
ESB conectado con el motor CEP y los consumidores de eventos.
Esta solucio´n, que sera´ explicada en detalle en el Cap´ıtulo 6, permite que expertos
tecnolo´gicos puedan cumplir dichos objetivos; sin embargo, no es apta para que los usuarios
32
Cap´ıtulo 3. Enfoque Dirigido por Modelos para el Procesamiento de Eventos Complejos
en SOA 2.0
finales sin conocimientos de programacio´n puedan satisfacer sus necesidades, ya que no
tendra´n el conocimiento ni la habilidad suficientes para definir en el sistema cua´les son
las condiciones que deben cumplirse para detectar dichas situaciones en esta arquitectura,
as´ı como tampoco que´ acciones tomar cuando estas sucedan.
Esto es as´ı porque CEP requiere de expertos en el EPL proporcionado por el motor en
cuestio´n. Como suele ocurrir en la mayor´ıa de los casos, existen grandes dificultades para
que los usuarios finales, que no son expertos tecnolo´gicos, puedan beneficiarse del uso de
la tecnolog´ıa en cuestio´n.
Precisamente uno de los objetivos fundamentales de esta tesis doctoral es eliminar
estas barreras existentes para que CEP este´ al alcance de cualquier usuario que necesite
detectar estas situaciones dentro de sus sistemas de informacio´n. Con este propo´sito, se ha
propuesto un enfoque dirigido por modelos para el procesamiento de eventos complejos en
arquitecturas orientadas a servicios y dirigidas por eventos.
3.2. Enfoque Propuesto
En esta seccio´n se describe el enfoque dirigido por modelos propuesto cuyo propo´sito
principal es la definicio´n de modelos de alto nivel, cercanos y comprensibles para los usua-
rios finales, que sera´n a posteriori transformados en co´digo que pueda ser ejecutado en un
motor CEP y en un ESB. La Figura 3.1 muestra la representacio´n gra´fica de este enfoque.
Existen dos tipos de roles de usuario:
Experto en el dominio: representa a las personas que tienen un vasto conocimiento
con respecto a un a´rea espec´ıfica. Gracias a este conocimiento, estos expertos en una
tema´tica concreta son los candidatos ideales para definir con exactitud ese dominio
donde CEP puede ser aplicado. Dicho de otro modo, estos expertos pueden definir
cua´les son los tipos de eventos y sus propiedades que describen toda la informacio´n
de un dominio en particular, asegurando que los modelos de dominio disen˜ados sean
un fiel reflejo de la realidad.
Usuario final : engloba a todas aquellas personas que tienen el conocimiento necesario
para especificar las condiciones que deben cumplirse para detectar situaciones cr´ıticas
y/o relevantes en un dominio concreto, pero no esta´n familiarizados con ningu´n EPL
para implementar estos patrones de eventos. Por tanto, se trata de los usuarios finales
—o simplemente usuarios— que manejara´n el editor propuesto en esta tesis doctoral
para definir gra´ficamente estos patrones de eventos, abstraye´ndoles de los detalles de
implementacio´n. Obviamente, un usuario final podra´ ser, a su vez, un experto en el
dominio.
Como puede observarse, este enfoque esta´ compuesto de dos partes bien diferenciadas.
La primera parte hace referencia a todo el proceso que se llevara´ a cabo en tiempo de
disen˜o mientras que la segunda parte engloba el proceso que se desarrollara´ en tiempo
de ejecucio´n. A continuacio´n, se enumera, siguiendo la misma numeracio´n de la figura, la
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secuencia de pasos implicados desde la definicio´n del dominio donde se aplicara´ CEP hasta
que el usuario final percibe una situacio´n cr´ıtica o relevante:
1. 1a) A partir de la informacio´n que llega al ESB proveniente de los productores de
eventos, y siempre y cuando el experto en el dominio as´ı lo solicite, el sistema ge-
nerara´ automa´ticamente un modelo de dominio gra´fico con los tipos de eventos y
propiedades que fluyen por la arquitectura. El experto en el dominio podra´ introdu-
cir modificaciones sobre este modelo de dominio generado automa´ticamente como,
por ejemplo, an˜adir una descripcio´n textual; 1b) o bien el experto creara´ un mode-
lo de dominio manualmente sin haberlo inferido previamente. Para ello, se propone
tanto un lenguaje de modelado para la definicio´n de dominios CEP como un editor
gra´fico de modelado de dominios CEP (ve´ase el Cap´ıtulo 4).
2. Una vez definido el modelo de dominio CEP, el editor se encargara´ de validarlo. En
caso de que no sea va´lido se avisara´ al experto en el dominio para que corrija los
errores detectados. Este modelo sera´ entonces guardado en el sistema y podra´ expor-
tarse e importarse para que pueda ser compartido y reutilizado por otros expertos
en el dominio y/o usuarios finales (ve´ase el Cap´ıtulo 4).
3. El usuario final, a partir del modelo de dominio CEP definido previamente, creara´ los
modelos de patrones de eventos. Para ello, se propone tanto un lenguaje de modelado
para la definicio´n de patrones de eventos como un editor gra´fico de modelado de
patrones de eventos (ve´ase el Cap´ıtulo 5). Te´ngase en cuenta que se trata de un
editor gra´fico de modelado para patrones de eventos que puede ser reconfigurado con
cualquiera de los modelos de dominio CEP existentes.
4. Una vez definidos los modelos de patro´n de eventos, el editor se encargara´ de vali-
darlos. En caso de que alguno de ellos no sea va´lido se avisara´ al usuario para que
corrija los errores detectados. Estos modelos sera´n entonces guardados en el sistema
y podra´n exportarse e importarse para que puedan ser compartidos y reutilizados
por otros usuarios finales (ve´ase el Cap´ıtulo 5).
5. Cada uno de estos modelos de patro´n de eventos sera´ transformado a co´digo. En
concreto, se generara´ automa´ticamente tanto el co´digo del patro´n correspondiente a
las condiciones que deben cumplirse para detectar las situaciones cr´ıticas o relevantes
dentro del motor CEP, como el co´digo de las acciones a llevar a cabo en el ESB una
vez se hayan detectado dichas situaciones (ve´ase el Cap´ıtulo 5).
6. El co´digo del patro´n de eventos generado automa´ticamente sera´ an˜adido al motor
CEP en tiempo de ejecucio´n (ve´ase el Cap´ıtulo 6).
7. El co´digo de las acciones generado automa´ticamente sera´ an˜adido al ESB en tiempo
de ejecucio´n (ve´ase el Cap´ıtulo 6).
8. A partir de los eventos simples que lleguen al motor CEP desde el ESB, y los patro-
nes de eventos an˜adidos en tiempo de ejecucio´n, el motor CEP creara´ nuevos eventos
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complejos (alertas o alarmas) conforme se vayan detectando dichos patrones. Estos
eventos complejos sera´n enviados al ESB que se encargara´ de difundirlos a todos
los consumidores de eventos interesados en ellos —segu´n se especifique en las accio-
nes an˜adidas al ESB por cada patro´n de eventos—, avisando al usuario final de las
situaciones recie´n acontecidas (ve´ase el Cap´ıtulo 6).
3.3. Conclusiones
En este cap´ıtulo se ha descrito un enfoque dirigido por modelos para el procesamiento de
eventos complejos en SOA 2.0, en el que se proponen los dos tipos de usuarios que podra´n
interactuar con el sistema. Por un lado, los expertos en el dominio sera´n los encargados de
modelar el dominio del que tienen un vasto conocimiento, as´ı como de cerciorarse que los
tipos de eventos y propiedades que componen este dominio sean los adecuados.
Por otro lado, los usuarios finales sera´n aquellos que, a partir de un modelo de dominio
CEP definido, podra´n disen˜ar los patrones de eventos que pretendan detectar en una
SOA 2.0. Para ello, simplemente hara´n uso del editor de patrones desarrollado y el editor
transformara´ los patrones al co´digo que sera´ desplegado tanto en el motor CEP como en
el ESB; todo esto de forma transparente al usuario.
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Cap´ıtulo 4
DSML y Editor Gra´fico para la
Definicio´n de Dominios CEP
((No basta con adquirir sabidur´ıa, es preciso adema´s saber usarla.))
(Cicero´n)
En este cap´ıtulo se propone un DSML con el propo´sito de unificar la descripcio´n de los
dominios CEP mediante el uso de modelos y de abstraer a los expertos en el dominio de
los detalles de implementacio´n necesarios para definir los tipos de eventos y propiedades
que describen cada uno de estos dominios. Asimismo, se construye un editor gra´fico para
dicho DSML que permite a cualquier usuario definir fa´cilmente dominios CEP y validarlos
automa´ticamente, as´ı como exportarlos e importarlos para que puedan ser compartidos y
reutilizados por otros expertos en el dominio.
4.1. Motivacio´n
Como ya se ha mencionado previamente, CEP es una tecnolog´ıa que permite procesar,
analizar y correlacionar una ingente cantidad de informacio´n heteroge´nea en forma de
eventos para detectar, en tiempo real, situaciones cr´ıticas o relevantes para un dominio
concreto.
Algunos de los dominios ma´s relevantes donde CEP ha sido aplicado son los siguientes:
deteccio´n de fraude y seguridad informa´tica [DC12, Gad12a, Gad12b, Gad13], domo´ti-
ca [BP14a, Rom11], salud [BP14b, Yua09], gestio´n del tra´fico mar´ıtimo [BP12], energ´ıa y
fabricacio´n [Dun11], servicios basados en localizacio´n [Vik13], sistemas y operaciones fi-
nancieros [Uhm11] e inteligencia de negocios operacional [Cha11]. Debido a la diversidad
de dominios que actualmente pueden beneficiarse de la tecnolog´ıa CEP, se considera ne-
cesario proporcionar un DSML que permita a los expertos en el dominio definir de una
forma gra´fica y amigable los dominios de intere´s para los que se desean detectar situaciones
cr´ıticas en tiempo real. Es importante destacar que, adema´s, dependiendo del motor CEP
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que se utilice en cada caso, los tipos de eventos para un dominio de aplicacio´n deber´ıan
implementarse atendiendo a la sintaxis particular del EPL ofrecido por el motor en cues-
tio´n. Esto conlleva dos grandes inconvenientes. Por un lado, un mismo dominio de intere´s
tendr´ıa que implementarse tantas veces como el nu´mero de EPL proporcionados por los
motores que se utilicen; traducie´ndose en un incremento del tiempo requerido para definir
el dominio CEP, as´ı como un mantenimiento ma´s costoso, debido a que una modificacio´n
del dominio CEP —por ejemplo, la adicio´n de un nuevo tipo de eventos— requerira´ la mo-
dificacio´n de cada una de dichas implementaciones asociadas al mismo dominio. Por otra
parte, cualquier definicio´n de dominio que exija al usuario escribir manualmente parte del
co´digo que lo implementa, conllevar´ıa inmediatamente a situar esta tarea fuera del alcance
de cualquier usuario no informa´tico.
Por todos estos motivos, en este cap´ıtulo se proporcionan los medios para facilitar la
definicio´n de los dominios CEP mediante modelos, gracias al uso de MDD. Esto facilitara´ la
unificacio´n de la descripcio´n de los dominios, compuestos de los tipos de eventos que
fluyen por el sistema de informacio´n objeto de ana´lisis, as´ı como de las caracter´ısticas
o propiedades de cada uno de estos. Es ma´s, con vistas a poner al alcance de cualquier
usuario experto en el dominio, no necesariamente experto en tecnolog´ıas, la definicio´n de
dichos dominios, se propone y construye tambie´n en este cap´ıtulo un editor gra´fico para el
modelado de dominios CEP. Este software proporciona un entorno amigable e intuitivo con
el que este tipo de usuarios podra´ disen˜ar gra´ficamente estos dominios de forma totalmente
transparente y sin necesidad de tener ningu´n conocimiento previo sobre ningu´n EPL en
particular, as´ı como compartirlos con otros usuarios.
4.2. Lenguaje de Modelado Espec´ıfico de Dominio
En esta seccio´n, se propone un DSML para la definicio´n de dominios CEP, detalla´ndose
tanto la sintaxis abstracta como la sintaxis concreta de este lenguaje.
4.2.1. Sintaxis Abstracta
La sintaxis abstracta de un DSML se compone de un metamodelo, donde se especifican
los conceptos del lenguaje y las relaciones entre estos, as´ı como las restricciones sobre
los elementos del modelo y sus relaciones para velar por el cumplimento de las reglas del
dominio. As´ı pues, en esta seccio´n se describe el metamodelo de dominios CEP propuesto
en esta tesis doctoral junto con las reglas que permiten validar que los modelos de dominio
CEP esta´n bien formados.
Metamodelo de Dominio CEP
Seguidamente, se describe el metamodelo propuesto para definir un dominio CEP. La
Figura 4.1 muestra las metaclases de este metamodelo y sus relaciones que se describen a
continuacio´n:






























Figura 4.1: Metamodelo de dominio CEP.
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CEPDomain: se trata de la metaclase principal del metamodelo, por tanto, la ra´ız
de cada modelo sera´ una instancia de CEPDomain que representa un dominio CEP
concreto compuesto por uno o ma´s tipos de eventos (Event). Para cada dominio
debera´ especificarse su nombre (domainName), una descripcio´n textual (domainDes-
cription) y la fecha de creacio´n (domainCreationDate).
Event : describe un evento para un dominio CEP en particular. Cada evento pertene-
cera´ a un tipo concreto (typeName) y, adicionalmente, tendra´ asociado una imagen
que lo represente gra´ficamente, cuya localizacio´n (imagePath) debera´ ser especifi-
cada. Adema´s, cada evento estara´ formado por una o ma´s propiedades de eventos
(EventProperty). Por ejemplo, en el a´mbito de la domo´tica, EventoHogar podr´ıa ser
un tipo de evento que determine que la informacio´n proviene de sensores localizados
en distintos hogares, mientras que sensor, localizacio´n, marca de tiempo, temperatura
interior y humedad interior, podr´ıan ser algunas de las propiedades de dicho tipo de
evento. Estas propiedades describira´n, en concreto, cua´l es el sensor del que proviene
la informacio´n y do´nde se encuentra, en que´ momento se ha tomado la informacio´n,
as´ı como la temperatura y humedad interiores de un hogar, respectivamente.
EventProperty : representa la propiedad o caracter´ıstica de un evento. Cada propie-
dad debe tener un nombre (name) y uno de los siguientes tipos (type): Unknown,
Boolean, Integer, Long, Double, Float o String. Al igual que en el caso del evento,
la propiedad podra´ tener asociada una imagen que la represente gra´ficamente, cuya
localizacio´n (imagePath) debera´ ser especificada. Adema´s, una propiedad puede, a
su vez, contener una o ma´s propiedades, esto es, se permite definir propiedades de
eventos anidadas. Como ejemplo podr´ıa definirse la propiedad localizacio´n compuesta
de tres propiedades: nombre, latitud y longitud.
Restricciones del Metamodelo de Dominio CEP
A continuacio´n, se especifican cua´les son las restricciones definidas para este meta-
modelo con el propo´sito de extender y completar la sema´ntica del mismo. As´ı pues, en la
Tabla 4.1 se presentan las reglas de validacio´n que debe cumplir cualquier modelo conforme
al metamodelo, describie´ndose las restricciones impuestas para cada metaclase.
Tabla 4.1: Restricciones del metamodelo de dominio CEP.
Metaclase Restriccio´n
CEPDomain El nombre del dominio (domainName) debe ser especificado.
Debe contener, al menos, un evento (Event).
Event El nombre del tipo de evento (typeName) debe ser especificado.
Debe contener, al menos, una propiedad de evento (EventProperty).
EventProperty El nombre de la propiedad (name) debe ser especificado.
(Continu´a en la pa´gina siguiente)
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(Continu´a de la pa´gina anterior)
Metaclase Restriccio´n
En el caso de que se trate de una propiedad anidada, esta no
podra´ contener varias propiedades con el mismo nombre (name)
si se encuentran en el mismo nivel de anidamiento.
En el caso de que se trate de una propiedad anidada, esta no de-
bera´ tener asociado ningu´n tipo de propiedad (type), puesto que el
tipo sera´ determinado por las propiedades que contenga.
4.2.2. Sintaxis Concreta
La sintaxis concreta de un DSML permite establecer una relacio´n entre los conceptos
del metamodelo y su representacio´n textual o gra´fica.
Por ello, adema´s de la definicio´n del metamodelo de dominio CEP y sus restricciones,
tambie´n se ha creado una notacio´n gra´fica propia para cada uno de los elementos que el
usuario debera´ utilizar cuando desee disen˜ar un modelo de dominio CEP. Esta sintaxis
concreta de los modelos de dominio CEP se presenta en la Tabla 4.2.





En esta seccio´n se describe el me´todo de desarrollo que se ha seguido para construir el
editor gra´fico de dominios CEP. Este me´todo se compone de los siguientes 5 pasos:
1. Creacio´n del metamodelo de dominios CEP: consiste en la implementacio´n del
metamodelo que define el DSML de dominios CEP propuesto en la Seccio´n 4.2.1.
Para ello, el metamodelo se expresa textualmente con Emfatic y se construye con el
lenguaje de metamodelo Ecore.
2. Generacio´n del editor gra´fico por defecto: a partir del metamodelo implemen-
tado en el paso anterior y utilizando GMF y EuGENia, se genera automa´ticamente
una versio´n inicial del editor gra´fico.
3. Personalizacio´n del editor generado: dada las limitaciones, en cuanto a funcio-
nalidad y usabilidad, que presenta el editor GMF generado automa´ticamente en el
paso 2, en este paso se personaliza el editor modificando su paleta de herramientas,
as´ı como an˜adiendo un menu´ de opciones para que el usuario final pueda llevar a
cabo el modelado de dominios CEP de forma intuitiva.
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4. Implementacio´n de las reglas de validacio´n: se implementan las reglas que
permitira´n validar si un dominio CEP modelado esta´ bien formado. Para ello, se
emplea el lenguaje EVL del proyecto Epsilon.
5. Creacio´n de una aplicacio´n Eclipse RCP: se crea una aplicacio´n Eclipse RCP
(Rich Client Platform) [Vog13] que integra todos los plugins obtenidos en los pasos
anteriores, de forma que esta aplicacio´n —el editor de dominios CEP— pueda ser
ejecutada fuera del IDE (Integrated Development Environment) Eclipse y en mu´ltiples
plataformas.
A continuacio´n, se describe pormenorizadamente cada uno de estos pasos.
4.3.1. Creacio´n del Metamodelo de Dominios CEP
El primer paso consiste en la implementacio´n del metamodelo de dominios CEP (ve´ase
la Seccio´n 4.2.1). Para cumplir este propo´sito, se ha utilizado el lenguaje Emfatic, una
notacio´n textual para describir metamodelos basados en EMF, an˜adiendo a la especifi-
cacio´n del metamodelo anotaciones GMF. Estas anotaciones facilitara´n posteriormente la
generacio´n del editor gra´fico, ya que determinan que´ elementos del metamodelo se podra´n
modelar con el editor y cua´l sera´ su representacio´n gra´fica.
El Listado 4.1 muestra la implementacio´n del metamodelo utilizando Emfatic. A con-
tinuacio´n, se explican las anotaciones GMF ma´s relevantes:
gmf.diagram: indica que´ clase es la ra´ız del metamodelo. Adema´s, se han especificado
las siguientes opciones:
 model.extension: la extensio´n del modelo de dominio (modelo EMF), denomi-
nada como domain.
 diagram.extension: la extensio´n del fichero de diagrama (diagrama), que se
ha denominado como domain diagram.
gmf.node: especifica que la instancia de la clase correspondiente sera´ representada
como nodo en el diagrama. Adema´s, se han especificado las siguientes opciones:
 figure: el tipo de figura que representara´ el nodo. En este caso se trata de un
recta´ngulo.
 label: el texto que sera´ utilizado como etiqueta del nodo.
 border.color: el color RGB (Red Green Blue) del borde del nodo.
 resizable: si se permite o no modificar el taman˜o del nodo.
 tool.name: el nombre de la herramienta de la paleta del editor que debe ser
creada.
 tool.description: la descripcio´n de la herramienta de la paleta del editor que
debe ser creada.
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gmf.compartment: indica la creacio´n de un contenedor donde podra´n alojarse los
elementos del modelo que sean conformes al tipo de la referencia asociada. En este
caso el contenedor se tratara´ como una lista de elementos, puesto que as´ı ha sido
definido con la opcio´n layout="list".
Listado 4.1: Definicio´n del metamodelo de dominios CEP utilizando la notacio´n textual
Emfatic para metamodelos basados en EMF.
@namespace ( u r i="www.uca.es/modeling/cep/domain" , p r e f i x="domain" )
package domain ;
@gmf . diagram (model . ex t ens i on="domain" , diagram . extens i on="domain_diagram" )
c l a s s CEPDomain {
a t t r S t r ing domainName ;
a t t r S t r ing domainDescr ipt ion ;
a t t r Date domainCreationDate ;
va l Event [ * ] events ;
}
@gmf . node ( f i g u r e="rectangle" , l a b e l="typeName" , border . c o l o r="110,110,110" ,
t o o l . name="Event" , t o o l . d e s c r i p t i o n="Add an event" , r e s i z a b l e="false" )
c l a s s Event {
a t t r S t r ing typeName ;
a t t r S t r ing imagePath ;
@gmf . compartment ( layout="list" )
va l EventProperty [* ]# re fe rencedEvent eventPrope r t i e s ;
}
@gmf . node ( f i g u r e="rectangle" , l a b e l="name" , border . c o l o r="110,110,110" , t o o l
. name="Event Property" , t o o l . d e s c r i p t i o n="Add an event property" ,
r e s i z a b l e="false" )
c l a s s EventProperty {
a t t r S t r ing name ;
a t t r PropertyTypeValue type ;
a t t r S t r ing imagePath ;
r e f Event#eventPrope r t i e s re f e rencedEvent ;
@gmf . compartment ( layout="list" )
va l EventProperty [* ]# re fe rencedEventProperty even tPrope r t i e s ;









S t r ing ;
}
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4.3.2. Generacio´n del Editor Gra´fico por Defecto
A partir del metamodelo descrito con Emfatic, y enriquecido con anotaciones espec´ıficas
de GMF, se ha utilizado EuGENia para generar automa´ticamente los tres modelos reque-
ridos por GMF para implementar un editor gra´fico: el modelo que describe los elementos
gra´ficos (gmfgraph), el modelo que define la paleta de herramientas del editor (gmftool) y
el modelo que establece las correspondencias entre los modelos anteriores (gmfmap).
Gracias al uso de EuGENia, se han llevado a cabo automa´ticamente las siguientes
acciones:
1. La generacio´n del metamodelo en formato Ecore a partir del definido con Emfatic.
2. La generacio´n del modelo genmodel desde el modelo Ecore. El modelo genmodel
contendra´ el co´digo generado asociado al metamodelo Ecore.
3. La generacio´n del co´digo EMF a partir del modelo genmodel. Esto generara´ tres
proyectos: es.uca.modeling.cep.domain.edit —contendra´ el co´digo requerido para po-
der manipular los modelos de dominio CEP—, es.uca.modeling.cep.domain.editor —
contendra´ un plugin que proporciona un editor de modelos EMF basado en a´rboles—
y es.uca.modeling.cep.domain.tests —con el co´digo necesario para realizar pruebas
unitarias. Adema´s, el proyecto principal de partida, es.uca.modeling.cep.domain, se
ha convertido en un proyecto Java con el co´digo correspondiente a cada una de las
clases del metamodelo.
4. La generacio´n de los modelos gmfgraph, gmftool y gmfmap.
5. La generacio´n del modelo gmfgen, esto es, el modelo de generacio´n de co´digo para
GMF.
6. La generacio´n del co´digo correspondiente al editor GMF de dominios CEP, denomi-
nado es.uca.modeling.cep.domain.diagram, a partir del modelo gmfgen.
Tras la finalizacio´n de estas acciones, se ha obtenido un editor GMF generado automa´ti-
camente por EuGENia que puede ejecutarse dentro del IDE Eclipse.
4.3.3. Personalizacio´n del Editor Generado
Aunque la herramienta EuGENia facilita la implementacio´n del editor GMF para ma-
nejar modelos de dominio CEP, el editor generado en el paso anterior presenta limitaciones
desde el punto de vista de la funcionalidad y la usabilidad, sobre todo, teniendo en cuenta
el tipo de usuario que lo usara´. Por este motivo, se ha personalizado tanto la paleta de
herramientas como el menu´ de opciones del editor, tal y como se describira´ en las siguientes
subsecciones.
En la Figura 4.2 puede observarse el aspecto del editor gra´fico de dominios CEP, tras
su personalizacio´n, en el que puede distinguirse sus partes principales:
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Una paleta de herramientas (panel derecho) desde la que el experto en el dominio
seleccionara´ los elementos que desea incorporar a sus modelos.
Un a´rea de trabajo (panel central) donde podra´ modelar los tipos de eventos y sus
propiedades para un dominio CEP.
Un menu´ (barra de menu´s superior) que le permitira´ seleccionar fa´cilmente la accio´n
que desea ejecutar entre las disponibles sobre dominios CEP.
Una vista de propiedades (panel inferior) para an˜adir o modificar la informacio´n
asociada a los distintos elementos del modelo como, por ejemplo, el tipo (type) de
la propiedad nombre (name) que se encuentra contenida dentro de la propiedad
localizacio´n (location).
Paleta de Herramientas
La paleta del editor esta´ compuesta por dos herramientas, tal y como se ha definido en
el metamodelo con las anotaciones GMF:
Event : la herramienta que permitira´ insertar un tipo de evento en el a´rea de trabajo
del editor.
EventProperty : la herramienta que permitira´ definir propiedades para los eventos
que hayan sido insertados previamente en el a´rea de trabajo del editor. En el caso
de que sea necesario definir una propiedad anidada, debera´ insertarse dentro de otra
propiedad.
En la Seccio´n 4.2.2 se detallo´ la sintaxis concreta del DSML para la definicio´n de dominios
CEP, lo que ha requerido la personalizacio´n de la paleta del editor. Concretamente, tanto a
la herramienta Event como a la herramienta EventProperty se les han asociado por defecto
un icono en verde con la letra E y P, respectivamente. Sin embargo, estos iconos podra´n ser
sustituidos por otras ima´genes a peticio´n del experto en el dominio, indicando la ruta de
la imagen en el atributo imagePath. Esta funcionalidad extra implementada dota al editor
de mayor usabilidad en tanto en cuanto los tipos de eventos y sus propiedades pueden ser
identificados mediante ima´genes con las que el propio usuario este´ familiarizado.
Conviene recordar que el a´rea de trabajo es la parte del editor donde los elementos
correspondientes a las herramientas de la paleta pueden ser insertados para definir los
modelos que conformen al metamodelo de dominios CEP. Los atributos de estos elementos
pueden ser modificados tanto gra´ficamente como mediante la vista de propiedades del
editor. En este editor solamente puede utilizarse la herramienta Event directamente sobre
el a´rea de trabajo, ya que las propiedades de eventos siempre debera´n ser an˜adidas dentro
de alguno de estos eventos. De hecho, si el usuario final intenta utilizar directamente
EventProperty sobre el a´rea de trabajo, el editor se lo impedira´.
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Menu´ de Opciones
El editor de dominios CEP dispone de la barra de menu´s disponible en toda aplicacio´n
Eclipse. Adema´s de los menu´s por defecto, se ha an˜adido el menu´ CEP Domain para dotar
de mayor facilidad de uso al editor. En particular las opciones que se han an˜adido son las
siguientes:
New : esta opcio´n permite crear un nuevo dominio CEP, facilitando al usuario la
creacio´n del modelo que represente dicho dominio.
Auto-detect Domain: esta opcio´n permitira´ obtener automa´ticamente el dominio CEP
—los tipos de eventos y sus propiedades— a partir de los eventos que fluyan por la
arquitectura SOA 2.0 que este´ conectada con este editor. Esta funcionalidad sera´ ex-
plicada con ma´s detalle en el Cap´ıtulo 6.
Open: esta opcio´n permite abrir uno de los dominios CEP que hayan sido previamente
definidos.
Save and Validate: esta opcio´n permitira´ al experto en el dominio tanto guardar el
modelo de dominio que se encuentre activo como validarlo. En caso de que el modelo
no este´ bien formado, se indicara´n cua´les son los problemas encontrados, adema´s de
indicarse gra´ficamente con un icono de error en los elementos implicados del modelo.
Delete: esta opcio´n permitira´ eliminar uno de los dominios CEP previamente descri-
tos.
Por otro lado, tambie´n se han an˜adido dos opciones ma´s al menu´ File de la barra de menu´s:
Import CEP Domain: esta opcio´n permitira´ importar otros dominios CEP que hayan
sido definidos previamente con este editor. Para ello, el usuario debera´ indicar el ar-
chivo a importar cuya nomenclatura seguira´ el siguiente formato: nombre domain.zip.
Export CEP Domain: esta opcio´n se utilizara´ para exportar los dominios que ha-
yan sido modelados por el usuario, siempre y cuando los modelos hayan sido va-
lidados. Si el usuario ha utilizado ima´genes concretas para los tipos de eventos y
las propiedades, entonces dichas ima´genes tambie´n sera´n exportadas a taman˜o 20 x
20 p´ıxeles. As´ı pues, se obtendra´ un archivo cuya nomenclatura seguira´ el siguien-
te formato: nombre domain.zip. Este archivo contendra´ tanto el modelo de dominio
(modelo EMF) y el fichero de diagrama (diagrama) como las ima´genes a las que haga
referencia dicho modelo.
4.3.4. Implementacio´n de las Reglas de Validacio´n
Las restricciones del metamodelo definidas en la Seccio´n 4.2.1 se han implementado
usando EVL. Aunque OCL es el esta´ndar de facto para implementar las restricciones en
los lenguajes de modelado, tiene varias limitaciones con respecto a EVL. Por un lado, OCL
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no proporciona la personalizacio´n de mensajes que puedan ser reportados al usuario en el
caso de que se produzca algu´n fallo. Por otro lado, OCL trata todos los fallos como errores
sin hacer ninguna distincio´n entre errores (errors) –cr´ıticos— y avisos (warnings) —no
cr´ıticos—, adema´s un invariante no puede depender de otros invariantes puesto que son
considerados como unidades independientes. Otro de los inconvenientes del uso de OCL
con respecto a EVL es que no proporciona al usuario la posibilidad de reparar de forma
semi-automa´tica inconsistencias que presenten los modelos. Un ejemplo de este tipo de
reparaciones podr´ıa ser solicitar al usuario el nombre de un evento al que todav´ıa no se le
ha indicado su tipo, encarga´ndose el editor de asociar dicho nombre al atributo typeName
del evento correspondiente.
En el Listado 4.2 se muestra un extracto de las restricciones implementadas con EVL
para validar los modelos de dominio CEP. Estas especificaciones de validacio´n se organizan
en un mo´dulo EVL que contiene un conjunto de invariantes agrupados por el contexto
donde pueden ser aplicados. En este caso, el contexto Event especifica que el tipo de
instancias Event sera´ para el que se evalu´en los invariantes HasEventName y HasProperty.
Cada invariante EVL esta´ formado por un nombre y el cuerpo (check) donde se define la
comprobacio´n a realizar que puede ser de dos tipos: constraint —captura errores cr´ıticos que
invalidan el modelo— y critique —captura situaciones no cr´ıticas que, aunque no invaliden
el modelo, deber´ıan ser corregidas para mejorar la calidad del modelo. Opcionalmente puede
definirse una guarda (guard) que limita su aplicacio´n a un subconjunto de instancias del
tipo definido por dicho contexto. En este ejemplo, guard comprueba si se define el nombre
del tipo de evento. A continuacio´n, se describe el mensaje (message) que se desea devolver
al usuario describiendo el porque´ ha fallado la restriccio´n. Finalmente, en un invariante
puede definirse opcionalmente reparaciones (fixes) que facilitara´n al usuario la reparacio´n
semi-automa´tica de las inconsistencias identificadas.
Listado 4.2: Extracto de las restricciones implementadas con EVL para validar los modelos
de dominio CEP.
[ . . . ]
context Event {
c on s t r a i n t HasEventName {
check : s e l f . typeName . i sDe f i n ed ( ) and s e l f . typeName . tr im ( ) . l ength ( )
> 0
message : ’Event must have type name.’
f i x {
t i t l e : "Set the value for ’typeName ’."
do {
var name : S t r ing ;
name = UserInput . prompt ("Please enter the value for ’
typeName ’:" ) ;
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c on s t r a i n t HasProperty {
guard : s e l f . s a t i s f i e s ("HasEventName" )
check : s e l f . e v en tPrope r t i e s . s i z e ( ) > 0




[ . . . ]
4.3.5. Creacio´n de una Aplicacio´n Eclipse RCP
Tras la finalizacio´n de los pasos anteriores, se han obtenido unos plugins, los compo-
nentes de software de los que esta´ compuesta la aplicacio´n Eclipse del editor gra´fico de
dominios CEP desarrollada. Sin embargo, esta aplicacio´n requiere ser ejecutada desde den-
tro del propio IDE Eclipse, lo que impedir´ıa que el editor estuviese al alcance de cualquier
usuario no informa´tico.
Con el propo´sito de ofrecer un editor gra´fico que pueda ser ejecutado fuera de Eclipse,
as´ı como en mu´ltiples plataformas —Windows, Linux y Mac, entre otras—, se ha creado
una aplicacio´n Eclipse RCP. Para llevar a cabo esta tarea, se ha creado un producto Eclipse
que integra dichos plugins obtenidos, ma´s los recursos (ima´genes, iconos, etc.) que formen la
aplicacio´n. Adema´s, este producto se ha exportado haciendo uso de DeltaPack, un paquete
Eclipse que contiene las caracter´ısticas espec´ıficas de plataforma y los plugins requeridos
para construir y exportar una aplicacio´n Eclipse para mu´ltiples plataformas.
4.4. Modelado de Dominios CEP con el Editor
En el Cap´ıtulo 3 se ha propuesto un enfoque dirigido por modelos para el procesamiento
de eventos complejos en SOA 2.0. Gracias al editor gra´fico de modelado de dominios CEP
presentado en este cap´ıtulo, el experto en el domino ya podra´ abordar la ejecucio´n de las
fases implicadas durante dicho modelado (ve´ase la Figura 4.3):
Definicio´n del modelo de dominio CEP : el experto en el dominio sera´ el responsable
de definir gra´ficamente el dominio CEP para un escenario concreto, como puede ser la
salud, la bolsa, la domo´tica, la seguridad informa´tica, entre otros. El modelo obtenido
sera´ conforme al metamodelo descrito en la Seccio´n 4.2.1. Como ya se comento´ al

























































































































































































































































































































describir este enfoque, los tipos de eventos y propiedades que describen dicho dominio
podra´n ser inferidos automa´ticamente desde los eventos que fluyan por la SOA 2.0.
Para llevar a cabo esta primera fase, el experto en el dominio debera´ usar, al menos,
una de las siguientes opciones del menu´ del editor: crear un nuevo dominio CEP desde
cero (CEP Domain > New) o autodetectar el dominio (CEP Domain > Auto-detect
Domain).
Validacio´n y almacenamiento del modelo de dominio CEP : una vez que el dominio
haya sido modelado, este sera´ validado comproba´ndose que se cumplen las restric-
ciones definidas en la Seccio´n 4.2.1; adema´s, sera´ guardado el modelo, junto con su
diagrama, en el sistema y podra´ exportarse e importarse para que el dominio CEP
pueda ser compartido y reutilizado por otros expertos en el dominio y/o usuarios
finales. En esta fase, debera´ usarse la opcio´n de guardar y validar el modelo (CEP
Domain > Save and Validate) y, en el caso de que se desee importar o exportar,
tambie´n deber´ıan usarse las opciones File > Import CEP Domain o File > Export
CEP Domain, respectivamente.
Conviene destacar que en el Cap´ıtulo 7 se presentan dos casos de estudio en los que se rea-
lizan estas fases con la finalidad de modelar dos dominios CEP sobre domo´tica y seguridad
en redes.
4.5. Conclusiones
En este cap´ıtulo se ha proporcionado un DSML para unificar la descripcio´n de dominios
CEP, representa´ndolos como modelos, facilitando as´ı al experto en el dominio la definicio´n
de estos sin necesidad de conocer detalles espec´ıficos sobre la tecnolog´ıa CEP. En concre-
to, se ha propuesto tanto un metamodelo de dominio CEP junto con las restricciones que
permiten validar los modelos conformes al metamodelo, como su notacio´n gra´fica. Este me-
tamodelo permite describir cua´les son los tipos de eventos y sus propiedades para cualquier
dominio donde pueda aplicarse CEP.
Asimismo, se ha creado un editor GMF con el fin de facilitar a los usuarios un entorno
amigable e intuitivo con el que podra´n definir gra´ficamente dominios CEP, sin necesidad
de tener ningu´n conocimiento previo sobre la tecnolog´ıa CEP. Adema´s, este editor vali-
dara´ automa´ticamente estos modelos de dominio comprobando que sean conformes a su
metamodelo.
Uno de los principales beneficios que brinda este editor es la eliminacio´n de las barreras
existentes en la actualidad, donde los expertos en el dominio requieren de la ayuda de
expertos en CEP para poder definir dichos dominios sobre los que desean detectar situa-
ciones cr´ıticas. Es importante destacar que este editor posibilita no solo que el experto en
el dominio pueda disen˜ar y validar los modelos de dominio CEP, sino que tambie´n pueda
exportarlos para su uso por otros expertos y/o empresas as´ı como importar los dominios
facilitados por terceros.
52 Cap´ıtulo 4. DSML y Editor Gra´fico para la Definicio´n de Dominios CEP
Cap´ıtulo 5
DSML y Editor Gra´fico
Reconfigurable para la Definicio´n y la
Generacio´n de Co´digo de Patrones de
Eventos
((El objetivo de la abstraccio´n es no perderse en vaguedades y crear un nuevo nivel
sema´ntico en el que se pueda ser absolutamente preciso.))
(Edsger Dijkstra)
En este cap´ıtulo se propone un DSML con el propo´sito de unificar la descripcio´n de los
patrones de eventos mediante el uso de modelos y de abstraer a los usuarios finales de los
lenguajes requeridos para implementarlos. Asimismo, se construye un editor gra´fico para
dicho DSML que permite a cualquier usuario definir fa´cilmente estos patrones, validarlos y
generar automa´ticamente el co´digo que los implementa, as´ı como exportarlos e importarlos
para que puedan ser compartidos y reutilizados por otros usuarios.
5.1. Motivacio´n
Para poder detectar en tiempo real situaciones de intere´s utilizando la tecnolog´ıa CEP,
es necesario implementar los patrones de eventos haciendo uso del EPL que sea proporcio-
nado por el motor CEP encargado de dicha deteccio´n. Por lo cual, se requerir´ıa, al usuario
que pretenda llevar a cabo esta tarea, un buen grado de experiencia en dicho lenguaje.
Esto provoca que los usuarios que tienen un vasto conocimiento en el dominio para el que
se necesitan definir los patrones de eventos, pero que son inexpertos en CEP, no tengan
la posibilidad de usar todo este conocimiento con el fin de realizar una rigurosa definicio´n
de todas las condiciones que deban cumplirse para detectar dichas situaciones. En este
contexto, un estudio efectuado por la empresa ebizQ [BEA07] concluye que un 84 % de
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los encuestados consideran que la definicio´n de estos patrones de eventos debe realizarse
por expertos en el dominio, que son los que realmente disponen de todo el conocimiento
necesario para ello, frente a un 16 % que estiman ma´s conveniente que sea llevado a cabo
por programadores. La encuesta realizada al amparo de esta tesis tambie´n corrobora esta
necesidad (ve´ase la Seccio´n 8.2).
Por otra parte, tal y como se ha reflejado en el enfoque dirigido por modelos para CEP
en SOA 2.0 descrito en el Cap´ıtulo 3, para detectar situaciones cr´ıticas o relevantes en
tiempo real se necesita no solo el motor CEP que sea capaz de detectar las situaciones
en tiempo real, sino tambie´n un ESB que, entre otras cosas, hara´ posible que la informa-
cio´n proveniente de fuentes heteroge´neas pueda enviarse al motor para su procesamiento,
as´ı como notificar las situaciones detectadas por el motor a los usuarios interesados. Esto
implicar´ıa la creacio´n manual de co´digo como ya se ha mencionado para el motor CEP y,
adema´s, para el ESB en cuestio´n; lo que indudablemente deja a estas tecnolog´ıas fuera del
alcance de cualquier usuario no informa´tico.
Teniendo en cuenta estos problemas y dada la cantidad de EPL que existen en la
actualidad con los que los programadores pueden implementar estos patrones, en este
cap´ıtulo se propone un DSML con el propo´sito de definir un lenguaje comu´n para que
cualquier usuario pueda describir fa´cilmente un patro´n, independientemente del lenguaje
que se requiera para ser ejecutado en el motor CEP en cuestio´n. Gracias a las te´cnicas de
MDD, este patro´n definido como un modelo podra´ transformarse posteriormente a co´digo
de distintos EPL con las consecuentes ventajas: oculta los aspectos te´cnicos de los EPL a los
usuarios finales, y la productividad as´ı como la calidad del software mejoran puesto que los
modelos son ma´s fa´ciles de mantener y el co´digo generado automa´ticamente estara´ libre de
errores. Es ma´s, con el propo´sito de acercar estas tecnolog´ıas a cualquier usuario, eliminando
las barreras existentes en cuanto a la programacio´n requerida, se propone y desarrolla
tambie´n en este cap´ıtulo un editor gra´fico intuitivo y fa´cil de usar para el modelado de
patrones de eventos, as´ı como su transformacio´n automa´tica tanto al co´digo de los patrones
que debe ser capaz de comprender el motor CEP, como al co´digo de las acciones que debera´n
ser desplegadas en el ESB. De esta forma, la notificacio´n temprana de las situaciones en las
que cada usuario no tecno´logo este´ interesado en detectar para un dominio en particular,
se convertira´ en una realidad.
5.2. Lenguaje de Modelado Espec´ıfico de Dominio
En esta seccio´n, se propone un DSML para la definicio´n de patrones de eventos, de-
talla´ndose tanto la sintaxis abstracta como la sintaxis concreta de este lenguaje.
5.2.1. Sintaxis Abstracta
Seguidamente, se describe el metamodelo de patrones de eventos propuesto en esta tesis
doctoral junto con las reglas que permiten validar los modelos de patro´n de eventos que
son conformes a dicho metamodelo.
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Metamodelo de Patrones de Eventos
A continuacio´n, se describe el metamodelo para definir patrones de eventos de una forma
gra´fica e intuitiva. La Figura 5.1 muestra las principales metaclases de este metamodelo
y sus relaciones que se describen recorriendo la figura de arriba abajo y de izquierda a
derecha:
CEPEventPattern: se trata de la metaclase principal del metamodelo, por tanto, la
ra´ız de cada modelo sera´ una instancia de CEPEventPattern que representa un patro´n
de eventos que puede contener enlaces (Link) —para establecer relaciones entre el
resto de componentes—, elementos (EventPatternElement) —necesarios para definir
las condiciones a detectar por el patro´n—, un evento complejo (ComplexEvent) —el
tipo de evento a crear cada vez que se detecte el patro´n— y acciones (Action) —que
debera´n llevarse a cabo una vez detectado el patro´n. Para cada patro´n de eventos
debera´ especificarse su nombre (patternName), una descripcio´n textual (patternDes-
cription), el nombre del dominio al que pertenece este patro´n (domainName), la
fecha de creacio´n (patternCreationDate), y si el patro´n ha sido o no transformado a
co´digo y desplegado en una SOA 2.0 (patternDeployed).
Link : define la representacio´n gra´fica de una o ma´s relaciones entre operandos (Ope-
rand) y operadores (Operator). Para cada enlace establecido entre un operando y un
operador debe especificarse cua´l es el orden (order) de ese operando con respecto al
resto de operandos conectados a ese operador. El valor de order debe estar compren-
dido entre 1 y N, siendo N el nu´mero total de operandos conectados al operador.
Operand : describe uno de los datos necesarios para llevar a cabo la operacio´n con la
que este´ enlazado. Existen operandos de condicio´n (ConditionOperand) —aquellos
que pueden ser enlazados con los operadores de condicio´n— y operandos de patro´n
(PatternOperand) —aquellos que pueden ser enlazados con los operadores de patro´n.
La Figura 5.2 detalla las metaclases ConditionOperand y PatternOperand, y la Ta-
bla 5.1 describe textualmente los tipos de operandos. Te´ngase en cuenta que para
posibilitar la definicio´n de patrones ma´s complejos, un operador (Operator) podra´ ser,
a su vez, un tipo de operando, que permitira´ enlazarse con otro operador. Esta es
la razo´n por la que en dicha figura el operador de agregacio´n (AggregationOperator)
es un tipo de operando. Asimismo, un evento complejo (ComplexEvent) tambie´n es
considerado como un tipo de operando, ya que podr´ıa ser necesario enlazarlo con
alguna de las acciones (Action) que deban llevarse a cabo tras su deteccio´n.
Operator : representa una operacio´n especifica que puede llevarse a cabo con uno o
ma´s operandos —dependiendo de la aridad del operador. Existen operadores de con-
dicio´n (ConditionOperator) —aquellos que pueden ser enlazados con los operandos
de condicio´n—, operadores de patro´n (PatternOperator) —aquellos que pueden ser
enlazados con los operandos de patro´n— y operadores de agregacio´n (AggregationO-
perator) —las funciones de agregacio´n que pueden aplicarse sobre ciertos operandos.
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La Figura 5.3 detalla las metaclases ConditionOperator, PatternOperator y Aggrega-
tionOperator. Para simplificar esta figura no se muestra la aridad —unario, binario
o n-ario— de cada operador; esta informacio´n se especifica en la Tabla 5.2 donde se
describen textualmente los tipos de operadores.
UnaryOperator : define un operador unario, que es aquel que debe ser enlazado con
un u´nico operando.
BinaryOperator : define un operador binario, que es aquel que debe ser enlazado con
dos operandos.
NaryOperator : define un operador n-ario, que es aquel que debe ser enlazado con dos
o ma´s operandos.
EventPatternElement : representa los elementos que pueden ser usados con el objetivo
de definir el patro´n de eventos propiamente dicho. Estos elementos pueden de dos ti-
pos: EventPatternCondition —las condiciones que deben cumplirse para detectar un
determinado patro´n de eventos— y DataWindow —si la bu´squeda de las condiciones
se aplicara´ solamente a un subconjunto de eventos. EventPatternCondition es, a su
vez, clasificado en cinco categor´ıas: ConditionOperand, PatternOperand, ConditionO-
perator, PatternOperator y AggregationOperator. La Figura 5.4 muestra la metaclase
DataWindow y la Tabla 5.3 describe textualmente los tipos de ventanas de datos.
ComplexEvent : describe el tipo de evento complejo a crear cada vez que se detecte el
patro´n. El evento complejo pertenecera´ a un tipo concreto (typeName) y, adicional-
mente, tendra´ asociado una imagen que lo represente gra´ficamente, cuya localizacio´n
(imagePath) debera´ ser especificada. El nombre del tipo (typeName) coincidira´ con
el nombre del patro´n de eventos (patternName en CEPEventPattern); de esta forma,
el nombre del evento complejo determinara´ cua´l es el patro´n que lo ha detectado.
Adema´s, cada evento complejo estara´ formado por una o ma´s propiedades de evento
complejo (ComplexEventProperty).
Action: determina la accio´n que debera´ llevarse a cabo cuando un evento complejo sea
creado al detectarse el patro´n de eventos correspondiente. Estas acciones se clasifican
en dos categor´ıas: Email —para enviar un evento complejo por correo electro´nico—
y Twitter —para enviarlo a una cuenta de Twitter. La Figura 5.5 muestra la me-
taclase Action y la Tabla 5.4 describe textualmente los tipos de acciones. Aunque
actualmente solo se han definido estos dos tipos de acciones, este metamodelo puede
ser extendido fa´cilmente para incluir nuevas acciones conforme se vayan necesitando;
para ello, simplemente sera´ necesario crear la metaclase asociada a la nueva accio´n y
que extienda a la metaclase Action.
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Figura 5.5: Metamodelo de patrones de eventos: acciones.
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Tabla 5.1: Operandos del metamodelo de patrones de eventos.
Tipo Operando Descripcio´n
Pattern TimeInterval
Se espera el per´ıodo de tiempo especificado (years,
months, weeks, days, hours, minutes, seconds, millise-
conds) antes de activarse.
TimeSchedule
Se activa cuando se cumple el tiempo especificado
(dayOfWeek , dayOfMonth, month, hour, minute, se-
cond).
WithinTimer
Se activa si la expresio´n de patro´n que contiene llega
a ser cierta durante el per´ıodo de tiempo especificado






Describe un evento para un dominio CEP en particu-
lar. Cada evento pertenecera´ a un tipo concreto (type-
Name) y, adicionalmente, tendra´ asociado una imagen
que lo represente gra´ficamente, cuya localizacio´n (ima-
gePath) debera´ ser especificada. Adema´s, cada evento
estara´ formado por una o ma´s propiedades de eventos
(EventProperty).
Condition EventProperty
Representa la propiedad o caracter´ıstica de un even-
to. Cada propiedad debe tener un nombre (name) y
uno de los siguientes tipos (type): Unknown, Boolean,
Integer, Long, Double, Float o String. Al igual que en
el caso del evento, la propiedad podra´ tener asociada
una imagen que la represente gra´ficamente, cuya loca-
lizacio´n (imagePath) debera´ ser especificada. Adema´s,
una propiedad puede, a su vez, contener una o ma´s
propiedades, esto es, se permite definir propiedades de
eventos anidadas.
Value
Especifica un valor (value) de uno de los siguientes
tipos (type): Boolean, Integer, Long, Double, Float o
String.
Tabla 5.2: Operadores del metamodelo de patrones de eventos.
Tipo Subtipo Operador Aridad Descripcio´n
Pattern Every U
Selecciona cada evento del tipo es-
pecificado.
EveryDistinct U
Similar a Every pero elimina los re-
sultados duplicados segu´n la expre-
sio´n indicada en distinct-value.
(Continu´a en la pa´gina siguiente)
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(Continu´a de la pa´gina anterior)
Tipo Subtipo Operador Aridad Descripcio´n
FollowedBy N
Una expresio´n de patro´n es la causa
de otra expresio´n.
Range U
Especifica el nu´mero mı´nimo
(lowEndpoint) y el nu´mero ma´ximo
(highEndpoint) de veces que debe
ocurrir una expresio´n de patro´n.
Repeat U
Especifica el nu´mero exacto (count)
de veces que debe ocurrir una expre-
sio´n de patro´n.
Until B
Se detecta una expresio´n de patro´n
hasta que la condicio´n (otra expre-
sio´n de patro´n) se evalu´a como ver-
dadera.
While B
Se detecta una expresio´n de patro´n
mientras la condicio´n (otra expre-





Devuelve un valor verdadero solo si
todos los operandos son verdaderos.
Condition Or N
Devuelve un valor verdadero si al
menos uno de los operandos es ver-
dadero.
Not U
Devuelve un valor verdadero si el
operando es falso, y un valor falso
si el operando es verdadero.
Condition Comparison Equal B
Devuelve un valor verdadero si ope-
rando1 = operando2.
GreaterEqual B
Devuelve un valor verdadero si ope-
rando1 ≥ operando2.
GreaterThan B
Devuelve un valor verdadero si ope-
rando1 > operando2.
LessEqual B
Devuelve un valor verdadero si ope-
rando1 ≤ operando2.
LessThan B
Devuelve un valor verdadero si ope-
rando1 < operando2.
NotEqual B
Devuelve un valor verdadero si ope-
rando1 6= operando2.
Arithmetic Addition B Suma dos valores nume´ricos.
Division B Divide un valor nume´rico por otro.
(Continu´a en la pa´gina siguiente)
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(Continu´a de la pa´gina anterior)
Tipo Subtipo Operador Aridad Descripcio´n
Modulus B
Devuelve el mo´dulo de dos valores
nume´ricos.
Multiplication B Multiplica dos valores nume´ricos.
Subtraction B Resta dos valores nume´ricos.
Aggregation Avg U
Devuelve la media de los valores de
una expresio´n.
Count U
Devuelve el nu´mero de los valores de
una expresio´n.
Max U
Devuelve el ma´ximo de los valores
de una expresio´n.
Min U
Devuelve el mı´nimo de los valores de
una expresio´n.
Sum U
Devuelve la suma de los valores de
una expresio´n.
Tabla 5.3: Ventanas de datos del metamodelo de patrones de eventos.
Ventana de datos Descripcio´n
BatchingTimeInterval
Cada ventana es un intervalo de un per´ıodo de tiempo fijo
(years, months, weeks, days, hours, minutes, seconds, milli-
seconds). Los eventos a lanzar se disparan cuando finaliza
la ventana correspondiente.
BatchingEventInterval
Cada ventana es un intervalo de un nu´mero de eventos fijo
(size). Los eventos a lanzar se disparan cuando finaliza la
ventana correspondiente.
SlidingTimeInterval
Cada ventana es un intervalo de un per´ıodo de tiempo fijo
(years, months, weeks, days, hours, minutes, seconds, mi-
lliseconds) y se desplaza en intervalos regulares relativos a
los dema´s.
SlidingEventInterval
Cada ventana es un intervalo de un nu´mero de eventos fijo
(size) y se desplaza en intervalos regulares relativos a los
dema´s.
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Tabla 5.4: Acciones del metamodelo de patrones de eventos.
Accio´n Descripcio´n
Email
Especifica la direccio´n o direcciones de correo electro´nico donde se desea
enviar el evento complejo detectado. Debera´ especificarse, al menos, el
emisor del correo (from), el receptor o receptores del correo (to), as´ı como
el host (host), el puerto (port), el nombre de usuario (user) y su con-
trasen˜a (password). Opcionalmente, podra´ incluirse el asunto (subject)
y los destinatarios en copia (cc).
Twitter
Especifica la cuenta de Twitter donde se registrara´n todas las situaciones
acontecidas (eventos complejos).
Restricciones del Metamodelo de Patrones de Eventos
A continuacio´n, se especifican cua´les son las restricciones definidas para este meta-
modelo con el propo´sito de extender y completar la sema´ntica del mismo. As´ı pues, en la
Tabla 5.5 se presentan las reglas de validacio´n que debe cumplir cualquier modelo conforme
al metamodelo, describie´ndose las restricciones impuestas para cada metaclase.
Tabla 5.5: Restricciones del metamodelo de patrones de eventos.
Metaclase Restriccio´n
CEPEventPattern
El nombre del patro´n de eventos (patternName) debe ser espe-
cificado.
Debe contener, al menos, un evento (Event) o una ventana de
datos (DataWindow).
Debe incluir el evento complejo (ComplexEvent).
Si se usa algu´n operador de patro´n (PatternOperator) entonces
podra´ utilizarse a lo sumo una ventana de datos (DataWindow)
que contendra´ todas las condiciones del patro´n.
Link No pueden enlazarse dos operadores iguales.
No pueden enlazarse propiedades que este´n anidadas.
ComplexEvent
El nombre del tipo de evento complejo (typeName) debe ser
especificado.
Debe contener, al menos, una propiedad de evento complejo
(ComplexEventProperty).
Las propiedades de evento complejo deben ser u´nicas.
ComplexEventProperty El nombre de la propiedad (name) debe ser especificado.
Debe ser enlazada por una propiedad de evento (EventPro-
perty), o un operador aritme´tico (ArithmeticOperator) o de
agregacio´n (AggregationOperator).
Event El nombre del tipo de evento (typeName) debe ser especificado.
(Continu´a en la pa´gina siguiente)
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(Continu´a de la pa´gina anterior)
Metaclase Restriccio´n
Debe contener, al menos, una propiedad de evento (EventPro-
perty).
EventProperty El nombre de la propiedad (name) debe ser especificado.
Debe estar contenida en un evento (Event) o en una propiedad
de evento (EventProperty).
En el caso de que se trate de una propiedad anidada, esta no
podra´ contener varias propiedades con el mismo nombre (name)
si se encuentran en el mismo nivel de anidamiento.
Operator No puede tener enlaces de entrada con el mismo origen.
UnaryOperator Debe tener un enlace de entrada.
BinaryOperator Debe tener dos enlaces de entrada.
El orden de los enlaces debe estar comprendido entre 1 y 2.
NaryOperator Debe tener, al menos, dos enlaces de entrada.
El orden de los enlaces debe estar comprendido entre 1 y N,
siendo N el nu´mero total de operandos conectados al operador.
AggregationOperator
Debe enlazar una propiedad de evento complejo (ComplexE-
ventProperty).
EveryDistinct
El primer enlace de entrada debe enlazar un evento (Event), y
el segundo enlace una propiedad de evento (EventProperty).
While
El primer enlace de entrada debe enlazar un operador lo´gico
(LogicalOperator) o un operador Every, EveryDistinct o Follo-
wedBy, y el segundo enlace un operador lo´gico o de comparacio´n
(ComparisonOperator).
Range
El valor de lowEndpoint debe ser menor o igual al valor de
highEndpoint.
Debe enlazar un operador Until con orden 1.
Repeat El valor de count debe ser positivo.
TimeInterval
Al menos uno de sus atributos (years, months, weeks, days,
hours, minutes, seconds, milliseconds) debe ser positivo.
TimeSchedule
Al menos uno de sus atributos (dayOfWeek, dayOfMonth,
month, hour, minute, second) debe ser positivo.
El atributo dayOfWeek debe estar comprendido entre 0 (domin-
go) y 6 (sa´bado), dayOfMonth entre 1 y 31, month entre 1 y 12,
hour entre 0 y 23, minute entre 0 y 59, y second entre 0 y 59.
WithinTimer
Al menos uno de sus atributos (years, months, weeks, days,
hours, minutes, seconds, milliseconds) debe ser positivo.
DataWindow Debe contener al menos un evento (Event).
BatchingEventInterval El atributo size debe ser positivo.
(Continu´a en la pa´gina siguiente)
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(Continu´a de la pa´gina anterior)
Metaclase Restriccio´n
BatchingTimeInterval
Al menos uno de sus atributos (years, months, weeks, days,
hours, minutes, seconds, milliseconds) debe ser positivo.
SlidingEventInterval El atributo size debe ser positivo.
SlidingTimeInterval
Al menos uno de sus atributos (years, months, weeks, days,
hours, minutes, seconds, milliseconds) debe ser positivo.
ArithmeticOperator
Los dos operandos deben ser nume´ricos: Integer, Long, Double
y Float.
ComparisonOperator
Los dos operandos deben ser del mismo tipo: Boolean, Integer,
Long, Double, Float y String.
Value Debe especificarse un valor.
Si el valor es de tipo Boolean, entonces debe ser true o false.
Debe enlazar un operador lo´gico (LogicalOperator), de compara-
cio´n (ComparisonOperator) o aritme´tico (ArithmeticOperator).
Email
El atributo to debe tener al menos una direccio´n de correo
electro´nico con formato va´lido.
El atributo from debe tener al menos una direccio´n de correo
electro´nico con formato va´lido.
Si se especifica el atributo cc, debera´ tener al menos una direc-
cio´n de correo electro´nico con formato va´lido.
El atributo port debe estar comprendido entre 0 y 65535. Los
puertos ma´s comunes son 25, 465, 475, 587 y 2525.
Debe especificarse un valor para host, user y password.
5.2.2. Sintaxis Concreta
Adema´s de la definicio´n del metamodelo de patrones de eventos, tambie´n se ha creado
una notacio´n gra´fica propia para cada uno de los elementos que el usuario final debera´ uti-
lizar cuando desee disen˜ar un modelo de patrones de eventos. Esta sintaxis concreta de los
modelos de patro´n de eventos se presenta en la Tabla 5.6.




Simple Events Event E
EventProperty P
Complex Events ComplexEvent E
(Continu´a en la pa´gina siguiente)
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(Continu´a en la pa´gina siguiente)
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En esta seccio´n se describe el me´todo de desarrollo que se ha seguido para construir el
editor gra´fico de patrones de eventos. Este me´todo es similar al empleado para construir
el editor de dominios CEP (ve´ase la Seccio´n 4.3), al que se le ha an˜adido un paso ma´s que
se encarga de la transformacio´n de los modelos de patrones a co´digo. Por consiguiente, el
me´todo se compone de los siguientes 6 pasos:
1. Creacio´n del metamodelo de dominios CEP: consiste en la implementacio´n del
metamodelo que define el DSML de patrones de eventos propuesto en la Seccio´n 5.2.1.
Para ello, el metamodelo se expresa textualmente con Emfatic y se construye con el
lenguaje de metamodelo Ecore.
2. Generacio´n del editor gra´fico por defecto: a partir del metamodelo implemen-
tado en el paso anterior y utilizando GMF y EuGENia, se genera automa´ticamente
una versio´n inicial del editor gra´fico.
3. Personalizacio´n del editor generado: dada las limitaciones, en cuanto a funcio-
nalidad y usabilidad, que presenta el editor GMF generado automa´ticamente en el
paso 2, en este paso se personaliza el editor modificando su paleta de herramientas,
as´ı como an˜adiendo un menu´ de opciones para que el usuario final pueda llevar a ca-
bo el modelado de patrones de eventos de forma intuitiva. Asimismo, se introducen
modificaciones en Java para que el editor pueda reconfigurarse automa´ticamente a
partir de distintos modelos de dominio CEP.
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4. Implementacio´n de las reglas de validacio´n: se implementan las reglas que
permitira´n validar si un patro´n de eventos modelado esta´ bien formado. Para ello, se
emplea el lenguaje EVL del proyecto Epsilon.
5. Implementacio´n de las transformaciones de modelo a co´digo: se construyen
las reglas que permitira´n transformar un modelo de patro´n de eventos al co´digo que
lo implementa. Para lo cual, se utiliza el lenguaje EGL de Epsilon.
6. Creacio´n de una aplicacio´n Eclipse RCP: se crea una aplicacio´n Eclipse RCP
que integra todos los plugins obtenidos en los pasos anteriores, de forma que esta
aplicacio´n —el editor de patrones de eventos— pueda ser ejecutada fuera del IDE
Eclipse y en mu´ltiples plataformas.
Seguidamente, se describe pormenorizadamente cada uno de estos pasos.
5.3.1. Creacio´n del Metamodelo de Patrones de Eventos
El primer paso consiste en la implementacio´n del metamodelo de patrones de eventos
(ve´ase la Seccio´n 5.2.1). Para cumplir este propo´sito, se ha utilizado el lenguaje Emfatic,
an˜adiendo a la especificacio´n del metamodelo anotaciones GMF. Estas anotaciones facili-
tara´n posteriormente la generacio´n del editor gra´fico, ya que determinan que´ elementos del
metamodelo se podra´n modelar con el editor y cua´l sera´ su representacio´n gra´fica.
El Listado 5.1 muestra un extracto de la implementacio´n del metamodelo utilizando
Emfatic. En la Seccio´n 4.3.1 ya se han explicado algunas de las anotaciones GMF ma´s
relevantes. En cuanto a otras anotaciones utilizadas en este metamodelo de patrones caben
destacar:
source.constraint: restriccio´n OCL que debe ser comprobada por el editor gra´fico
al crear un enlace (Link). Como puede observarse en la clase Link, se han implemen-
tado con OCL todas aquellas restricciones que eviten crear enlaces incorrectos entre
nodos, atendiendo al metamodelo de patrones de eventos definido en la Seccio´n 5.2.1.
Por ejemplo, self <> oppositeEnd evitara´ que el usuario cree un enlace desde un
nodo a s´ı mismo —self es el origen del enlace y oppositeEnd su destino.
figure: el tipo de figura que representara´ el nodo. La gran mayor´ıa de los operadores
y algunos operandos tienen asociados una figura de tipo SVG (Scalable Vector Grap-
hics), proporcionando una mayor calidad y escalabilidad de las ima´genes utilizadas
para representarlos.
label.pattern: cuando la etiqueta de un nodo esta´ formada por ma´s de un atri-
buto, debera´ especificarse el formato que debe utilizarse para mostrar estos valo-
res en la etiqueta. Para ello, se utilizara´ Java Message Format. Este patro´n Java
sera´ usado tanto para editar la etiqueta como para visualizarla. En el caso de que se
desee especificar formatos distintos para editar y para visualizar debera´n utilizarse
label.edit.pattern y label.view.pattern, respectivamente.
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Listado 5.1: Extracto de la definicio´n del metamodelo de patrones de eventos utilizando la
notacio´n textual Emfatic para metamodelos basados en EMF.
@namespace ( u r i="www.uca.es/modeling/cep/eventpattern" , p r e f i x="eventpattern" )
package eventpatte rn ;
@gmf . diagram (model . ex t ens i on="pattern" , diagram . extens i on="pattern_diagram" )
c l a s s CEPEventPattern {
a t t r S t r ing patternName ;
a t t r S t r ing pa t t e rnDesc r ip t i on ;
a t t r S t r ing domainName ;
a t t r Date patternCreat ionDate ;
a t t r boolean patternDeployed ;
va l Link [ * ] l i n k s ;
va l EventPatternElement [ * ] eventPatternElements ;
va l ComplexEvent [ 0 . . 1 ] complexEvent ;
va l Action [ * ] a c t i on s ;
}
@gmf . l i n k ( l a b e l="order" , source="operand" , t a r g e t="operator" ,
source . c on s t r a i n t="self <> oppositeEnd and (
(self.oclIsKindOf(ComplexEvent) and oppositeEnd.oclIsKindOf(Action))
or ((self.oclIsKindOf(Value) or self.oclIsKindOf(EventProperty) or
self.oclIsKindOf(AggregationOperator) or self.oclIsKindOf(
ArithmeticOperator)) and oppositeEnd.oclIsKindOf(
ComplexEventProperty)) [...] )" ,
t a r g e t . c on s t r a i n t="self <> oppositeEnd" , source . deco ra t i on="none" , t a r g e t
. deco ra t i on="arrow" , c o l o r="110,110,110" , t o o l . name="Link" , t o o l .
d e s c r i p t i o n="Add a link" )
c l a s s Link {
a t t r i n t order ;
r e f Operand#outboundLink operand ;
r e f Operator#inboundLink operator ;
}
abs t r a c t c l a s s Operator {
r e f Link [* ]# operator inboundLink ;
}
abs t r a c t c l a s s Operand {
r e f Link [* ]# operand outboundLink ;
}
@gmf . node ( f i g u r e="rectangle" , l a b e l="typeName" , border . c o l o r="110,110,110" ,
l a b e l . view . pattern="New Complex Event: {0}" , l a b e l . readOnly="true" , t o o l .
name="New Complex Event" , t o o l . d e s c r i p t i o n="Add a new complex event" )
c l a s s ComplexEvent extends Operand {
a t t r S t r ing typeName ;
a t t r S t r ing imagePath ;
@gmf . compartment ( layout="list" )
va l ComplexEventProperty [ * ] complexEventPropert ies ;
}
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5.3.2. Generacio´n del Editor Gra´fico por Defecto
A partir del metamodelo descrito utilizando Emfatic junto con las anotaciones GMF
y utilizando EuGENia se han llevado a cabo automa´ticamente las siguientes acciones, de
forma ana´loga a como se ha hecho para el editor de dominios CEP:
1. La generacio´n del metamodelo en formato Ecore a partir del definido con Emfatic.
2. La generacio´n del modelo genmodel desde el modelo Ecore. El modelo genmodel
contendra´ el co´digo generado asociado al metamodelo Ecore.
3. La generacio´n del co´digo EMF a partir del modelo genmodel. Esto gene-
rara´ tres proyectos: es.uca.modeling.cep.eventpattern.edit —contendra´ el co´di-
go requerido para poder manipular los modelos de patrones de eventos—,
es.uca.modeling.cep.eventpattern.editor —contendra´ un plugin que proporciona un
editor de modelos EMF basado en a´rboles— y es.uca.modeling.cep.eventpattern.tests
—con el co´digo necesario para realizar pruebas unitarias. Adema´s, el proyecto prin-
cipal de partida, es.uca.modeling.cep.eventpattern, se ha convertido en un proyecto
Java con el co´digo correspondiente a cada una de las clases del metamodelo.
4. La generacio´n de los modelos gmfgraph, gmftool y gmfmap.
5. La generacio´n del modelo gmfgen, esto es, el modelo de generacio´n de co´digo para
GMF.
6. La generacio´n del co´digo correspondiente al editor GMF de patrones de eventos,
denominado es.uca.modeling.cep.eventpattern.diagram, a partir del modelo gmfgen.
Tras la finalizacio´n de estas acciones, se ha obtenido un editor GMF generado automa´ti-
camente por EuGENia que puede ejecutarse dentro del IDE Eclipse.
5.3.3. Personalizacio´n del Editor Generado
Como ya se ha mencionado con anterioridad, a pesar de que la herramienta EuGENia
facilita la implementacio´n del editor GMF para manejar modelos de patrones de eventos,
el editor generado en el paso anterior presenta limitaciones desde el punto de vista de
la funcionalidad y la usabilidad, sobre todo, teniendo en cuenta el tipo de usuario que
lo usara´. Por este motivo, se ha personalizado tanto la paleta de herramientas como el
menu´ de opciones del editor, tal y como se describira´ en las siguientes subsecciones.
En la Figura 5.6 puede observarse el aspecto del editor gra´fico de patrones de eventos,
tras su personalizacio´n, en el que puede distinguirse sus partes principales: la paleta de
herramientas, el a´rea de trabajo, el menu´ de patrones de eventos y la vista de propieda-
des. Debe tenerse en cuenta que si el usuario final intenta utilizar alguna herramienta de
forma incorrecta el editor se lo impedira´, como puede ser el caso, por ejemplo, del intento
de enlazar un operador de patro´n Every con la accio´n Email, lo cual no esta´ permitido
segu´n las restricciones OCL descritas en source.constraint del metamodelo (vea´se la
Seccio´n 5.3.1).
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Paleta de Herramientas
La personalizacio´n de herramientas del editor se ha realizado en dos partes: una au-
toma´tica, usando una transformacio´n de pulido (polishing transformation), y otra manual,
modificando el co´digo Java del editor GMF generado.
La personalizacio´n automa´tica de la paleta se ha llevado a cabo gracias a la implemen-
tacio´n de una transformacio´n de pulido en EOL, el lenguaje principal de Epsilon que es
imperativo y combina el estilo procedimental de JavaScript con las capacidades de consulta
de OCL. De esta forma, durante la generacio´n del editor GMF por parte de la herramienta
EuGENia, esta u´ltima se ha encargado, mediante dicha transformacio´n, de realizar todos
los cambios pertinentes en los tres modelos GMF: gmfgraph, gmftool y gmfmap. Concreta-
mente, en esta transformacio´n se ha determinado que las herramientas de la paleta deben
agruparse en las siguientes diez categor´ıas:
Simple Events : esta categor´ıa agrupa a todos los tipos de eventos simples que existan
para un dominio CEP en particular, existiendo una herramienta por cada tipo de
evento simple. El nombre de cada una de estas herramientas coincidira´ con el tipo de
evento que represente y se le asignara´, por defecto, un icono verde con la letra E, salvo
que el usuario final haya sustituido este icono por otra imagen cuya ruta estara´ es-
pecificada en el atributo imagePath. Esta funcionalidad extra implementada dota al
editor de mayor usabilidad en tanto en cuanto los tipos de eventos simples pueden
identificarse mediante ima´genes con las que el propio usuario este´ familiarizado.
Complex Events : esta categor´ıa esta´ formada por todos los tipos de eventos complejos
que se definan durante el disen˜o gra´fico de patrones de eventos para un dominio CEP
en concreto. Para proceder a la definicio´n del tipo de evento complejo que detec-
tara´ el patro´n de eventos en cuestio´n se utilizara´ tanto la herramienta New Complex
Event como New Complex Event Property, proporcionadas por defecto en esta ca-
tegor´ıa. As´ı pues, esta categor´ıa estara´ formada por dichas herramientas, adema´s
de una herramienta adicional por cada tipo de evento complejo definido en los pa-
trones modelados. El nombre de cada una de estas herramientas coincidira´ con el
tipo de evento complejo que represente y se le asignara´ por defecto un icono rojo
con la letra E, salvo que el usuario final haya sustituido este icono por otra imagen
cuya ruta estara´ especificada en el atributo imagePath. Esta funcionalidad tambie´n
proporciona al editor una mayor usabilidad en tanto en cuanto los tipos de eventos
complejos pueden identificarse a trave´s de ima´genes con las que el propio usuario
este´ familiarizado.
Pattern Timers : agrupa a todos los operandos de patro´n relacionados con tempori-
zacio´n, en concreto, Time Interval, Time Schedule y Within Timer.
Pattern Operators : contiene todos los operadores de patro´n definidos en el metamo-
delo (ve´ase la Seccio´n 5.2.1), excepto los operadores And, Or y Not que se incluyen
en la categor´ıa Logical Operators.
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Logical Operators : agrupa a los operadores lo´gicos propuestos en el metamodelo que,
a su vez, son operadores de patro´n.
Comparison Operators : contiene todos los operadores de comparacio´n descritos en el
metamodelo.
Arithmetic Operators : agrupa a todos los operadores aritme´ticos definidos en el me-
tamodelo.
Aggregation Operators : contiene todas las funciones de agregacio´n descritas en el
metamodelo.
Data Windows : agrupa a todas las ventanas de datos detalladas en el metamodelo.
Actions : contiene las acciones que pueden llevarse a cabo para notificar que un evento
complejo ha sido detectado en el sistema.
Es importante destacar que las herramientas Link y Value no se clasifican dentro de ningu-
na categor´ıa. Estas se han situado en las primeras posiciones de la paleta del editor, debido
a que son las herramientas ma´s utilizadas a la hora de disen˜ar los patrones de eventos.
Por otra parte, se ha realizado un gran esfuerzo para hacer posible que las herramientas
de las categor´ıas de eventos simples (Simple Events) y eventos complejos (Complex Events)
puedan modificarse y gestionarse en tiempo de ejecucio´n. Conviene sen˜alar que lo habitual
en editores GMF es que la paleta solo se modifique en tiempo de disen˜o. Para lograrlo, se
han introducido modificaciones en Java sobre el propio co´digo del editor GMF generado.
En cuanto a las herramientas de la categor´ıa de eventos simples, estas dependera´n del
dominio para el que se haya reconfigurado el editor de patrones de eventos mediante la
creacio´n, importacio´n o autodeteccio´n de un dominio CEP. Por tanto, si el editor se ha
reconfigurado al a´mbito de la domo´tica, como es el caso del editor mostrado en la Figura 5.6,
la herramienta HomeEvent debera´ an˜adirse a dicha categor´ıa en tiempo de ejecucio´n. Al
usar esta herramienta sobre el a´rea de trabajo del editor, aparecera´ automa´ticamente el
evento modelado conteniendo todas sus propiedades de eventos.
Del mismo modo, las herramientas de la categor´ıa de eventos complejos tambie´n se
gestionan en tiempo de ejecucio´n, puesto que dependera´n de los patrones de eventos que
se disen˜en en cada caso. Por consiguiente, si el editor se ha reconfigurado al a´mbito de la
domo´tica, se creara´ automa´ticamente una herramienta por cada patro´n de eventos disen˜ado
y validado. Como puede observarse en la Figura 5.6, se han creado las tres herramientas
correspondientes a los patrones de eventos modelados sobre domo´tica: Fire, PowerFailure e
IrresponsibleTelevisionUse. Una descripcio´n detallada de estos patrones puede encontrarse
en el Cap´ıtulo 7.
Menu´ de Opciones
El editor de patrones de eventos dispone de la barra de menu´s disponible en toda
aplicacio´n Eclipse. Adema´s de los menu´s por defecto, se ha an˜adido el mismo menu´ CEP
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Domain del editor de dominios CEP (ve´ase la Seccio´n 4.3.3), as´ı como un nuevo menu´ es-
pec´ıfico de este editor denominado Event Pattern. Concretamente, las opciones de este
nuevo menu´ son las siguientes:
New : esta opcio´n permite crear un nuevo patro´n de eventos, facilitando al usuario final
la creacio´n del modelo que represente dicho patro´n. Previo a la creacio´n de un patro´n
de eventos, es requisito indispensable que el editor haya sido reconfigurado con un
dominio CEP. Este dominio podra´ crearse desde cero, detectarse automa´ticamente,
o bien importarse a partir del archivo nombre domain.zip obtenido al exportar un
dominio desde el editor gra´fico de dominios CEP. Para ma´s informacio´n sobre estas
funcionalidades de dominio CEP, consu´ltese la Seccio´n 4.3.3.
Duplicate Existing Pattern: esta opcio´n facilita la creacio´n de un patro´n de eventos a
partir de otro ya existente. De este modo, se creara´ una copia del modelo de patro´n de
evento activo en ese momento; por lo cual, el usuario final solo tendra´ que modificar
gra´ficamente las diferencias que deban existir con respecto al patro´n original.
Open: esta opcio´n permite abrir uno de los patrones de eventos que hayan sido
definidos previamente.
Save and Validate: esta opcio´n se encargara´ de guardar el modelo de patro´n de
eventos que se encuentre activo, as´ı como de validarlo. En caso de que el modelo
no este´ bien formado, se indicara´n cua´les son los problemas encontrados, adema´s de
indicarse gra´ficamente con un icono de error en los elementos implicados del modelo.
Generate and Deploy Pattern Code: esta opcio´n transformara´ el modelo de patro´n
de eventos validado al co´digo que lo implementa. Por un lado, se obtendra´ el co´digo
del patro´n en s´ı cuya sintaxis dependera´ del EPL proporcionado por el motor CEP
que se desee utilizar. Por otro lado, en caso de que se haya definido alguna accio´n a
llevar a cabo en una SOA 2.0 si se detecta el patro´n, entonces se obtendra´ tambie´n
el co´digo correspondiente que ha de ser insertado en el ESB.
Delete: esta opcio´n eliminara´ uno de los patrones de eventos previamente descritos.
Por otro lado, adema´s de las opciones Import CEP Domain y Export CEP Domain del
editor gra´fico de dominios, se han an˜adido dos opciones ma´s al menu´ File de la barra de
menu´s:
Import Event Patterns : esta opcio´n permitira´ importar los patrones de eventos que
hayan sido definidos previamente con este editor para un dominio CEP. Para ello, el
usuario debera´ indicar el archivo a importar cuya nomenclatura seguira´ el siguiente
formato: nombre pattern.zip.
Export Event Patterns : esta opcio´n se utilizara´ para exportar los patrones de eventos
que hayan sido modelados para un dominio CEP, siempre y cuando los modelos
hayan sido validados. Si el usuario ha utilizado ima´genes concretas para los tipos
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de eventos y las propiedades, entonces dichas ima´genes tambie´n sera´n exportadas a
taman˜o 20 x 20 p´ıxeles. As´ı pues, se obtendra´ un archivo cuya nomenclatura seguira´ el
siguiente formato: nombre pattern.zip. Este archivo contendra´ los modelos de los
patrones de eventos (modelos EMF) y sus ficheros de diagrama (diagramas) junto
con las ima´genes a las que hagan referencia dichos modelos de patro´n, as´ı como el
modelo de dominio CEP (modelo EMF) para el que se ha definido estos patrones, su
fichero de diagrama (diagrama) y las ima´genes a las que haga referencia este modelo
de dominio.
5.3.4. Implementacio´n de las Reglas de Validacio´n
Las restricciones del metamodelo de patrones de eventos definidas en la Seccio´n 5.2.1
se han implementado con EVL, del mismo modo que se ha hecho con las restricciones del
metamodelo de dominios CEP, puesto que, como se ha mencionado en la Seccio´n 4.3.4,
OCL presenta algunas limitaciones con respecto a EVL.
5.3.5. Implementacio´n de las Transformaciones de Modelo a
Co´digo
Esta es una de las etapas ma´s importantes de la construccio´n del editor de patrones
de eventos, puesto que la finalidad u´ltima del editor es precisamente la transformacio´n de
los modelos disen˜ados por los usuarios no tecno´logos a co´digo que pueda ejecutarse en el
software requerido para detectar las situaciones cr´ıticas o relevantes en tiempo real.
Como se ha comentado previamente, el software seleccionado para detectar las situa-
ciones se compone del motor Esper y del ESB Mule. Por consiguiente, se ha creado un
mo´dulo para la transformacio´n de las condiciones de los patrones de eventos modelados a
co´digo EPL de Esper que se an˜adira´ automa´ticamente en el motor Esper, y otro mo´dulo
para la transformacio´n de las acciones que se hayan asociado con los patrones al co´digo
XML que se ejecutara´ automa´ticamente en el ESB Mule; ambos co´digos se desplegara´n en
tiempo de ejecucio´n.
Para llevar a buen te´rmino esta tarea, se ha utilizado EGL, el lenguaje de transformacio´n
de modelo a texto proporcionado por Epsilon basado en plantillas. En el Listado 5.2 se
presenta un pequen˜o extracto de la plantilla EGL implementada para transformar los
modelos de patrones de eventos a co´digo EPL de Esper.
Es importante destacar que, aunque se haya optado por el uso de Esper y Mule, en
caso de que se desee utilizar un motor CEP y un ESB diferentes podra´ seguir usa´ndose el
mismo editor siempre que se creen otras dos plantillas EGL: una plantilla que transforme
los mismos modelos de patrones de eventos de partida al EPL espec´ıfico proporcionado por
el motor seleccionado, y otra plantilla que transforme dichos modelos al lenguaje propor-
cionado por el ESB escogido para ejecutar las acciones de los patrones.
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Listado 5.2: Extracto de las reglas implementadas con EGL para transformar los modelos
de patro´n de eventos a co´digo EPL de Esper.
@Name(’[ %=CEPEventPattern.allInstances.at(0).patternName %]’ )
[%
c r ea t eG loba lVar i ab l e s ( ) ;
var i n s e r t I n t oExp r e s s i on : S t r ing ;
var s e l e c tExp r e s s i on : S t r ing ;
var fromPatternExpress ion : S t r ing ;
var fromExpress ion : S t r ing ;
var whereExpress ion : S t r ing ;
[ . . . ]
// INSERT INTO expr e s s i on
var ce : ComplexEvent = ComplexEvent . a l l I n s t a n c e s ( ) . at (0 ) ; // A unique
complex event must e x i s t in the model
i f ( ce . typeName <> ’’ ) {
i n s e r t I n t oExp r e s s i on = "insert into " + ce . typeName ;
}
[ . . . ]
// Pr int EPL code
i f ( i n s e r t I n t oExp r e s s i on <> nu l l ) {
%][%=in s e r t I n t oExp r e s s i on %]
[% }
i f ( s e l e c tExp r e s s i on <> nu l l ) {
%][%=se l e c tExp r e s s i on %][% }
i f ( f romPatternExpress ion <> nu l l ) {
%][%=fromPatternExpress ion %]
[% }
i f ( f romExpress ion <> nu l l ) {
%][%=fromExpress ion %]
[% }
i f ( whereExpress ion <> nu l l ) {
%][%=whereExpress ion %]
[% }
[ . . . ]
%]
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5.3.6. Creacio´n de una Aplicacio´n Eclipse RCP
Tras la finalizacio´n de los pasos anteriores, se han obtenido los plugins que componen
la aplicacio´n Eclipse del editor gra´fico de patrones de eventos. Sin embargo, esta aplicacio´n
requiere ser ejecutada desde dentro del propio IDE Eclipse, lo que impedir´ıa que el editor
estuviese al alcance de cualquier usuario no informa´tico.
Con el propo´sito de ofrecer un editor gra´fico que pueda ser ejecutado fuera de Eclipse,
as´ı como en mu´ltiples plataformas —Windows, Linux y Mac, entre otras—, se ha creado
una aplicacio´n Eclipse RCP, del mismo modo que se ha creado para el editor de dominios
CEP (ve´ase la Seccio´n 4.3.5).
5.4. Modelado de Patrones de Eventos con el Editor
En el Cap´ıtulo 3 se ha propuesto un enfoque dirigido por modelos para el procesamiento
de eventos complejos en SOA 2.0. Gracias al editor gra´fico de modelado de patrones de
eventos presentado en este cap´ıtulo, el usuario final ya podra´ abordar la ejecucio´n de las
fases implicadas durante dicho modelado (ve´ase la Figura 5.7):
Definicio´n de modelos de patro´n de eventos : el usuario final sera´ el responsable de
definir gra´ficamente los patrones de eventos para un dominio CEP en particular, como
puede ser la salud, la bolsa, la domo´tica, la seguridad informa´tica, entre otros. Los
modelos de patro´n de eventos obtenidos sera´n conformes al metamodelo descrito en
la Seccio´n 5.2.1. Para llevar a cabo esta primera fase, sera´ indispensable que el editor
de patrones haya sido reconfigurado a priori con un dominio CEP. En caso contrario,
el usuario debera´ seleccionar una de las siguientes opciones del menu´ del editor: crear
un nuevo dominio CEP desde cero (CEP Domain > New), autodetectar el dominio
(CEP Domain > Auto-detect Domain) o importar el dominio (File > Import CEP
Domain). Una vez reconfigurado el editor, el usuario podra´ crear un nuevo patro´n
desde cero (Event Pattern > New) o como copia de otro (Event Pattern > Duplicate
Existing Pattern).
Validacio´n y almacenamiento de modelos de patro´n de eventos : una vez que los pa-
trones de eventos hayan sido modelados, estos sera´n validados comproba´ndose que se
cumplen las restricciones definidas en la Seccio´n 5.2.1. Si algu´n modelo es incorrecto,
el editor mostrara´ los errores que tendra´n que solucionarse antes de poder continuar
con la siguiente fase. Adema´s, sera´n guardados en el sistema y podra´n exportarse
e importarse para reutilizarlos y compartirlos con otros usuarios. En esta fase, de-
bera´ usarse la opcio´n de guardar y validar el modelo del patro´n activo (Event Pattern
> Save and Validate) y, en el caso de que se desee importar o exportar los patrones
modelados, tambie´n deber´ıan usarse las opciones File > Import Event Patterns o
File > Export Event Patterns, respectivamente.
Transformacio´n de modelos de patro´n de eventos a co´digo: los modelos de patro´n de
eventos sera´n automa´ticamente transformados tanto al co´digo del patro´n correspon-
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diente a las condiciones que deben cumplirse para detectar las situaciones cr´ıticas
dentro del motor CEP, como al co´digo de las acciones a llevar a cabo en el ESB una
vez se hayan detectado dichas situaciones. Para ello, el usuario seleccionara´ la opcio´n
Event Pattern > Generate and Deploy Pattern Code, debiendo indicar, si todav´ıa no
lo ha hecho, el directorio donde desea generar el co´digo del patro´n y el directorio
donde generar el co´digo de las acciones asociadas al patro´n. Posteriormente, los fi-
cheros con extensio´n .epl y .action generados en estos directorios sera´n consumidos
automa´ticamente por el ESB, an˜adie´ndose el patro´n EPL en el motor y ejecuta´ndose
las acciones en el ESB.
Conviene destacar que en el Cap´ıtulo 7 se presentan dos casos de estudio en los que se
modelan patrones de eventos sobre domo´tica y seguridad en redes haciendo uso de este
editor gra´fico de patrones.
5.5. Conclusiones
En este cap´ıtulo se ha presentado un DSML para unificar la descripcio´n de patrones
de eventos, representa´ndolos como modelos, facilitando as´ı al usuario final la definicio´n
de estos patrones sin necesidad de conocer detalles espec´ıficos sobre ningu´n EPL ni sobre
ningu´n lenguaje requerido para implementar las acciones asociadas a estos patrones. Con-
cretamente, se ha propuesto tanto un metamodelo de patrones de eventos junto con las
restricciones que permiten validar los modelos conformes al metamodelo, como su notacio´n
gra´fica.
Asimismo, se ha construido un editor GMF con el propo´sito de facilitar a los usuarios
finales un entorno amigable e intuitivo con el que podra´n definir gra´ficamente patrones de
eventos sobre un dominio donde pueda aplicarse CEP, y sin necesidad de conocer ningu´n
EPL en particular. Adema´s, este editor validara´ los patrones modelados, comprobando que
sean conformes a su metamodelo, generara´ el co´digo que los implementa, y permitira´ im-
portarlos y exportarlos.
Al poder reconfigurarse el editor mediante un modelo de dominio CEP, el usuario
dispondra´ en todo momento de una interfaz gra´fica comu´n adaptada al contexto espec´ıfico
para el que desee definir los patrones de eventos, modifica´ndose dina´micamente la paleta
de herramientas dependiendo del dominio en cuestio´n. Por tanto, el editor pone al alcance
de cualquier usuario no tecno´logo la definicio´n de las situaciones cr´ıticas o relevantes que
necesite detectar en tiempo real.
Cap´ıtulo 6
Solucio´n Tecnolo´gica para la
Integracio´n del Procesamiento de
Eventos Complejos con SOA 2.0
((Nada que dure se contruye en la facilidad.))
(Roger Schutz)
En el Cap´ıtulo 3 se ha presentado un enfoque dirigido por modelos para la integracio´n
de CEP con una arquitectura orientada a servicios y dirigida por eventos. Para que este
enfoque se haga realidad, es requisito indispensable que tanto el editor gra´fico para el
modelado de dominios CEP, descrito en el Cap´ıtulo 4, como el editor gra´fico reconfigurable
para el modelado y la generacio´n de co´digo de patrones de eventos, definido en el Cap´ıtulo 5,
sean integrados con la arquitectura orientada a servicios y dirigida por eventos que se
propone en este cap´ıtulo.
6.1. Motivacio´n
En este cap´ıtulo se propone e implementa una SOA 2.0. Tal como se ha explicado en
el Cap´ıtulo 2, este tipo de arquitectura au´na las ventajas de ambos enfoques: una SOA
proporciona una solucio´n eficiente para la implantacio´n de sistemas en los que la modu-
laridad y las comunicaciones entre terceros son un factor clave y una EDA se caracteriza
porque las comunicaciones se llevan a cabo por medio de eventos de una forma totalmente
desacoplada.
Con vistas a analizar continuamente toda la informacio´n que fluye por esta arquitectura
ED-SOA, para detectar cuanto antes y de forma automa´tica las situaciones que son cr´ıticas
para los procesos de negocio, se integra con CEP, tecnolog´ıa que permite procesar y anali-
zar grandes cantidades de eventos, as´ı como correlacionarlos para detectar y responder en
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tiempo real a dichas situaciones. Para ello, se utilizan unos patrones de eventos que infe-
rira´n nuevos eventos ma´s complejos y con un mayor significado sema´ntico, que ayudara´n a
tomar decisiones ante las situaciones acontecidas. Como ya se ha mencionado previamen-
te, esto requerira´ el uso de un ESB que actuara´ como capa de integracio´n, reduciendo el
acoplamiento.
6.2. Componentes Integrables en SOA 2.0
En esta seccio´n se describen los principales componentes integrables en la SOA 2.0 que
se propone para su integracio´n con CEP. Recue´rdese que el elemento principal de este tipo
de arquitectura es el ESB.
Como puede verse en la Figura 6.1, los productores de eventos son los componentes
de la arquitectura desde los que se obtienen la informacio´n que debe ser procesada y
correlacionada con la intencio´n de detectar posibles situaciones cr´ıticas y/o relevantes en
el sistema. Esta informacio´n se reconoce como eventos crudos, esto es, eventos que tienen
el formato y los datos tal cual han sido generados por sus propios productores de eventos.
Existen distintos tipos de productores de eventos, en esta arquitectura se han considerado
algunos de los ma´s relevantes:
Generadores de eventos : aplicaciones disen˜adas e implementadas espec´ıficamente pa-
ra generar eventos con un formato determinado para un contexto concreto. Este tipo
de productor de eventos es uno de los ma´s frecuentemente usados o implementados
cuando no se dispone de sistemas software/hardware ma´s sofisticados para conseguir
la informacio´n sobre un dominio en particular.
Aplicaciones : programas informa´ticos que los usuarios utilizan fundamentalmente
para gestionar informacio´n: insertar, eliminar, actualizar, modificar y consultar da-
tos. Estas aplicaciones pueden ser de distintos tipos, entre los que caben destacar
en esta arquitectura propuesta: aplicaciones web —los usuarios pueden utilizarlas
accediendo a un servidor web a trave´s de un navegador web—, aplicaciones mo´viles
—espec´ıficamente desarrolladas para su ejecucio´n en tele´fonos inteligentes, tabletas
y otros dispositivos mo´viles— y aplicaciones legacy—aplicaciones desfasadas en una
empresa que, aunque este´n anticuadas, se deben seguir utilizando porque la empresa
as´ı lo desea o bien porque su reemplazo supondr´ıa un gran coste.
Servicios web: aplicaciones modulares que pueden invocarse a trave´s de Internet
siguiendo unos esta´ndares establecidos para obtener informacio´n [Ort13]. Una de las
ventajas principales del uso de servicios web es la interoperabilidad existente entre
aplicaciones de software independientemente de las plataformas donde se instalen.
Sensores : dispositivos que monitorizan el entorno donde se encuentran ubicados con
el propo´sito de captar informacio´n (temperatura, luminosidad, lluvia, etc.) que pos-
teriormente es transmitida al sistema mediante el controlador que se encuentra inte-
grado en estos dispositivos.
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Plataformas IoT : plataformas de Internet de las cosas o IoT (Internet of
Things) [Atz10, Gub13], normalmente web, que permiten gestionar la informacio´n
proveniente de sensores localizados a lo largo de todo el planeta, permitiendo que los
usuarios y las aplicaciones autorizados puedan acceder a esta informacio´n para ana-
lizarlos y procesarlos. Estas plataformas son ideales para la obtencio´n de volu´menes
masivos de datos heteroge´neos proporcionados por una gran cantidad de usuarios, or-
ganizaciones y compan˜´ıas a nivel mundial, sin el requerimiento de grandes inversiones
ni en software ni en hardware por parte de los interesados en estos datos.
Servicios de redes sociales : medios de comunicacio´n social cuyo principal objetivo
es fomentar las relaciones personales a trave´s de Internet. Estos servicios de redes
sociales pueden tratarse como productores de eventos, obtenie´ndose as´ı una ingente
cantidad de informacio´n y heteroge´nea, en tiempo real, sobre lo que publican los
usuarios a nivel mundial. Por consiguiente, proporcionan un me´todo veloz y escalable
para poner estos datos al servicio de una gran audiencia [Luc12].
Los componentes homo´logos a los productores de eventos son los denominados consu-
midores de eventos. Estos son los componentes que reaccionan ante los eventos recibidos
desde dicha arquitectura. Al igual que ocurre con los productores de eventos, existe una
gran variedad de consumidores de eventos, entre los que caben destacar:
Consolas de monitorizacio´n: aplicaciones disen˜adas espec´ıficamente para avisar a los
usuarios de las situaciones cr´ıticas y/o relevantes acontecidas en tiempo real. Fun-
damentalmente, mostrara´n los eventos simples y los eventos complejos de una forma
textual y/o gra´fica, cuya funcionalidad principal es el aviso de las alarmas detectadas.
La ventaja del uso de consolas de monitorizacio´n gra´ficas es que proporcionan mayor
usabilidad frente a las textuales.
Aplicaciones : aplicaciones, principalmente de tipo web y mo´viles, que podra´n recibir
los eventos complejos detectados en el sistema.
Servicios web: estos servicios pueden implementarse con el propo´sito de facilitar el
registro de eventos complejos en sistemas y plataformas heteroge´neos.
Actuadores : dispositivos que realizan alguna accio´n en particular (apagado/encendi-
do, apertura/cierre, etc.) en el lugar donde se encuentran ubicados, tras la deteccio´n
de algu´n evento complejo.
Plataformas IoT : plataformas conectadas con una gran cantidad de sensores ubicados
por todo el mundo que permitira´n el registro de los eventos complejos que se detecten
en el sistema.
Servicios de redes sociales : a trave´s de estos servicios se difundira´n ra´pidamente
los eventos complejos detectados a una vasta red de usuarios que hayan mostrado
previamente intere´s en estos eventos.
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Servicios de correo electro´nico: servicios que permiten la gestio´n de direcciones de
correo electro´nico a las que se enviara´n los eventos complejos conforme se detecten
en el sistema.
Bases de datos : colecciones de datos donde se almacenara´n los eventos complejos
detectados en el sistema y otros datos de intere´s como, por ejemplo, la estructura y
el formato (metadatos), as´ı como los propios datos de los eventos que fluyan por la
arquitectura. Esta arquitectura permite la integracio´n tanto con bases de datos de
tipo relacional o SQL como no relaciones o NoSQL (Not only SQL) [Cat11, Sto10].
Estos productores y consumidores de eventos se conectan mediante un ESB. La distribucio´n
de los eventos por la arquitectura se realiza normalmente de forma as´ıncrona, es decir, los
productores de eventos env´ıan los eventos y, ma´s tarde, los consumidores de eventos los
reciben. Adema´s, este mecanismo de distribucio´n de eventos suele ser uno-a-muchos, por
lo que tras el env´ıo de un evento este podra´ ser recibido por mu´ltiples consumidores de
eventos.
Es importante recordar que los productores de eventos y los consumidores de eventos
esta´n totalmente desacoplados, por lo tanto, los productores de eventos no dependen de las
acciones que deban realizar los consumidores de eventos, y viceversa. Dicho de otro modo,
los productores de eventos esta´n estrechamente relacionados con los eventos que producen,
pero no tienen ninguna relacio´n directa con los consumidores de eventos, tampoco son
conscientes de cua´ntos consumidores de eventos hay en el sistema ni saben que´ acciones
llevara´n a cabo los consumidores cuando reciban los eventos; asimismo, dichos consumidores
reaccionan ante los eventos por s´ı mismos sin depender de los productores de eventos que
los generan.
6.3. Funcionalidades Integradas en SOA 2.0
Las funcionalidades integradas en la SOA 2.0 propuesta son las siguientes:
Recepcio´n de eventos : en esta etapa se reciben los eventos tal cual han sido gene-
rados por los productores de eventos, denominados eventos crudos. Para cada tipo
de estos productores se utilizara´n adaptadores que se encargara´n de mediar entre
protocolos de transportes distintos como, por ejemplo, JMS (Java Message Service)
para generadores de eventos, HTTP (HyperText Transfer Protocol) para plataformas
IoT, SOAP/REST (Simple Object Access Protocol/REpresentational State Transfer)
para servicios web, TCP/IP (Transmission Control Protocol/Internet Protocol) para
sensores, HTTP/JMS para aplicaciones.
Transformacio´n de eventos : todos los eventos crudos, independientemente de donde
provengan, debera´n compartir el mismo formato —preferiblemente formato maps de
Java— para facilitar al motor CEP su procesamiento. En caso contrario, estos eventos
sera´n transformados a un formato comu´n.
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Filtrado de eventos : en el caso de que sea necesario, podra´n filtrarse los eventos para
enviar al motor CEP u´nicamente aquellos que cumplan alguna condicio´n.
Generacio´n dina´mica del dominio: previo al env´ıo de cada evento al motor CEP,
se comprobara´ si su tipo ya es reconocido por el sistema o si se trata de un nuevo
tipo de eventos. En este u´ltimo caso, se inferira´ automa´ticamente tanto el tipo de
eventos como los tipos de sus propiedades, incluso si estas se encuentran anidadas,
registra´ndose por consiguiente el nuevo tipo de eventos con sus propiedades en el
motor CEP.
Env´ıo de eventos al motor CEP : una vez recibidos los eventos en el ESB, y quiza´s
transformados y/o filtrados, sera´n enviados e introducidos en los flujos de eventos del
motor CEP en tiempo de ejecucio´n.
Adicio´n de patrones de eventos en el motor CEP : el co´digo de los patrones de eventos
que se deseen detectar podra´ ser an˜adido al motor CEP en tiempo de ejecucio´n. Estos
patrones describira´n las condiciones que deben cumplirse para detectar las situaciones
relevantes y/o cr´ıticas en este sistema.
Adicio´n de acciones para patrones de eventos en el ESB : el co´digo de las acciones
que se deseen llevar a cabo para los patrones de eventos podra´ ser an˜adido al ESB
en tiempo de ejecucio´n.
Deteccio´n de patrones de eventos : en el caso de que se cumplan las condiciones espe-
cificadas en uno de los patrones de eventos registrados en el motor CEP, se creara´ un
evento complejo, representando cua´l es la situacio´n recie´n acontecida, que sera´ en-
viado al ESB.
Recepcio´n de eventos complejos : el ESB recibira´ los eventos complejos conforme se
vayan creando a partir de la deteccio´n de los patrones de eventos.
Toma de decisiones (acciones para eventos complejos detectados): el ESB se encar-
gara´ de enviar los eventos complejos a los consumidores de eventos que se hayan
suscrito a estos tipos de eventos. Por ejemplo, los eventos complejos podra´n ser noti-
ficados a los usuarios por correo electro´nico o a trave´s de una cuenta Twitter. Adema´s,
tambie´n podra´n almacenarse en un repositorio de eventos, una base de datos que se
utilizara´ como el histo´rico de eventos, facilita´ndose as´ı el procesamiento retrospecti-
vo, esto es, la realizacio´n de consultas sobre eventos pasados. Se recomienda que esta
base de datos sea de tipo NoSQL, debido a que son propicias para el almacenamiento
en tiempo real y la gestio´n de grandes cantidades de datos, entre otras ventajas.
Debe tenerse en cuenta que las funcionalidades de recepcio´n de eventos, transformacio´n de
eventos y filtrado de eventos son dependientes del escenario donde se aplique esta SOA 2.0,
es decir, segu´n el productor de eventos que proporcione los eventos implicara´ modificaciones
en la recepcio´n de eventos como, por ejemplo, la utilizacio´n de un adaptador JMS o de un
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adaptador HTTP; adema´s de otras modificaciones en la transformacio´n de eventos y filtra-
do de eventos, utiliza´ndose en este caso un transformador JMS a Map o un transformador
HTTP a Map, respectivamente, e incluso efectua´ndose su filtrado.
6.4. Implementacio´n de SOA 2.0 y su Integracio´n con
CEP
En esta seccio´n se describe la implementacio´n de la SOA 2.0 propuesta y su integracio´n
con los editores gra´ficos de modelado, utilizando el ESB Mule y el motor CEP Esper.
Mule usa los flujos (flows) como estructura de control principal para llevar a cabo todo
el proceso y gestio´n de los mensajes que fluyen por este bus. Un flujo Mule se compone
normalmente de los siguientes elementos:
Endpoints : permiten que las aplicaciones Mule puedan comunicarse con el mundo
exterior. Se clasifican en: inbound —la aplicacio´n recibira´ informacio´n del exterior– y
outbound —la aplicacio´n enviara´ informacio´n al exterior. Algunos de los tipos de end-
points son los siguientes: un endpoint inbound HTTP ofrece la posibilidad de obtener
datos de una fuente de informacio´n, a partir de la URL (Uniform Resource Loca-
tor) que se indique y haciendo uso de este protocolo; un conector File hace posible
que una aplicacio´n Mule intercambie ficheros con el sistema de ficheros del sistema
operativo en cuestio´n; un VM (Virtual Machine) permite establecer comunicaciones
internas entre los propios flujos de Mule mediante colas en memoria.
Scopes : proporcionan diferentes formas de combinar o agrupar varios procesadores
de mensajes —bloques que permiten filtrar, encaminar o validar mensajes— con el
objetivo de mejorar la legibilidad del flujo, implementar procesamiento paralelo y/o
crear secuencias de bloques reutilizables. Por ejemplo, un composite source posibilita
que dos o ma´s fuentes de mensajes pueden agruparse con la intencio´n de aceptar
mensajes provenientes de distintas fuentes externas. Por otro lado, un flow reference
facilita el env´ıo de mensajes desde un flujo determinado a otro.
Componentes : se encargan de recibir mensajes y devolverlos una vez que hayan sido
procesados, an˜adiendo, por tanto, funcionalidad a un flujo en particular, como puede
ser la impresio´n por consola del contenido de los mensajes que fluyan por e´l (Echo
o Logger). Asimismo, tambie´n ofrecen la posibilidad de que el propio desarrollador
implemente co´mo procesar estos mensajes, mediante el uso de distintos lenguajes de
programacio´n, tales como Java, JavaScript, Python. Como se detallara´ ma´s adelante,
en la solucio´n tecnolo´gica propuesta se han creado algunos componentes propios
usando Java.
Transformadores : pueden convertir los mensajes de entrada en un formato de datos
consumible por otros procesadores de mensajes del flujo. Mule proporciona por de-
fecto algunos transformadores como, por ejemplo, File to String, para convertir todo
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el contenido de un fichero en una cadena de texto. Adema´s, se pueden implemen-
tar transformaciones personalizadas, tal y como se ha llevado a cabo en la solucio´n
tecnolo´gica para transformar, por ejemplo, mensajes en formato JSON (JavaScript
Object Notation) [JSO14] a formato map de Java.
Filtros : determinan si un mensaje puede continuar a trave´s del flujo de la aplicacio´n,
o si debe rechazarse.
Controles de flujos : especifican co´mo los mensajes sera´n encaminados hacia distin-
tos procesadores de mensajes dentro de un flujo. Tambie´n pueden procesar mensajes
(agregar o separar su contenido) antes de encaminarlos a otros procesadores de men-
sajes.
Manejadores de errores : ofrecen varios procedimientos para manejar excepciones bajo
ciertas circunstancias.
Con el propo´sito de implementar dicha SOA 2.0, se ha creado una aplicacio´n Mule con los
siguientes 5 flujos:
EventReceptionAndManagement-Domain1 : este flujo engloba las funcionalidades pre-
viamente descritas de recepcio´n de eventos, transformacio´n de eventos, y filtrado de
eventos. Es importante sen˜alar que este es el u´nico flujo que dependera´ del escenario
concreto al que se desee aplicar la SOA 2.0, lo que implicara´ su modificacio´n de-
pendiendo de los tipos de productores de eventos con los que se conecte. Para esta
tarea, se requerira´ tener conocimientos en el manejo de Mule Studio [Mul14], un IDE
basado en Eclipse para desarrollar, depurar y desplegar aplicaciones Mule que ofrece
un editor gra´fico drag-and-drop y un editor de co´digo XML.
DomainDynamicGenerationAndEventSendingToEsper : este flujo implementa las fun-
cionalidades de generacio´n dina´mica del dominio y env´ıo de eventos al motor CEP,
donde se comprueba si existen nuevos tipos de eventos, registra´ndose en el motor Es-
per en caso afirmativo, y adema´s se env´ıan a este motor todos los eventos recibidos
en este flujo.
EventPatternAdditionToEsper : este flujo se corresponde con la funcionalidad de adi-
cio´n de patrones de eventos en el motor CEP. En particular, se comprobara´ cada 2
segundos si existe en el directorio determinado por el usuario un nuevo fichero con
el co´digo EPL, generado automa´ticamente por el editor de patrones de eventos. En
caso afirmativo, registrara´ este patro´n en el motor Esper.
ActionForEventPatternAdditionToMule: este flujo implementa la funcionalidad de
adicio´n de acciones para patrones de eventos en el ESB. Concretamente, se compro-
bara´ cada 2 segundos si existe en el directorio en cuestio´n un nuevo fichero con el
co´digo XML de las acciones para cada patro´n de eventos, generado automa´ticamente
tambie´n por el editor de patrones de eventos. En caso afirmativo, se creara´ un flujo
dina´mico Mule con estas acciones.
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ComplexEventReceptionAndDecisionMaking : este flujo engloba las funcionalidades de
deteccio´n de patrones de eventos, recepcio´n de eventos complejos y toma de decisio-
nes. Concretamente, recibe los eventos complejos creados por el motor Esper tras la
deteccio´n de alguno de los patrones de eventos registrados por el flujo EventPattern-
AdditionToEsper y, adema´s, ejecuta de los flujos dina´micos Mule creados en el flujo
ActionForEventPatternAdditionToMule, aquel que gestione las acciones que deban
llevarse a cabo para dichos eventos complejos. Gracias a la ejecucio´n de dicho flujo
dina´mico, los eventos complejos sera´n notificados solo a los consumidores de eventos
interesados en recibirlos.
Las Figuras 6.2 y 6.3 muestran estos flujos implementados utilizando Mule Studio. Cabe
destacar que, aun utilizando Mule Studio, ha sido necesario la implementacio´n manual
tanto de co´digo Java como XML para dotar de todas las funcionalidades descritas a la
SOA 2.0 propuesta. Seguidamente, se especificara´n los detalles te´cnicos ma´s relevantes de
cada uno de los flujos Mule implementados.
6.4.1. Recepcio´n y Gestio´n de Eventos
El flujo de recepcio´n y gestio´n de eventos tendra´ al menos un endpoint que permi-
tira´ obtener en Mule los datos provenientes de un productor de eventos. Opcionalmente,
podra´ ser conectado a un transformador que se encargara´ de convertir los eventos obteni-
dos a un formato adecuado para ser procesado por el motor Esper, preferiblemente maps
de Java. Una vez que los eventos dispongan del formato adecuado, se podra´ usar un filtro
que identifique eventos inva´lidos atendiendo a algu´n criterio establecido y que rechace su
paso al resto del flujo. Finalmente, el flujo terminara´ con un componente flow referen-
ce, que se encargara´ de enviar los eventos que le lleguen al siguiente flujo denominado
DomainDynamicGenerationAndEventSendingToEsper.
El hecho de haber separado las funcionalidades de generacio´n dina´mica del
dominio y el env´ıo de eventos al motor CEP de este flujo, denominado
EventReceptionTransformationEnrichmentAndFiltering-Domain1, que se encarga de la re-
cepcio´n de eventos as´ı como de la transformacio´n y filtrado de eventos, conlleva que puedan
implementarse otros flujos ana´logos como, por ejemplo, -Domain2 y -Domain3, uno por
cada dominio de aplicacio´n, sin que esto implique cambios en el resto de los flujos de la
arquitectura propuesta. Los u´nicos requisitos que se exigen a estos nuevos flujos son que
dispongan, al menos, de un endpoint que se conectara´ con un productor de eventos distinto
del que se obtendra´n los datos, un transformador —en el caso de que los eventos recibidos
no este´n en formato maps de Java— y un componente que referencie al flujo DomainDyna-
micGenerationAndEventSendingToEsper. Esto hara´ posible que la arquitectura pueda ser
extendida y conectada con ma´s tipos de productores de eventos, simplemente an˜adiendo
nuevos flujos Mule sin necesidad de modificar los ya existentes.
En la Figura 6.2 puede observarse que el flujo de recepcio´n y gestio´n de eventos, de-
nominado EventReceptionAndManagement-Domain1, dispone de dos endpoints HTTP de
entrada —nombrados como Residential Information y Current Cost Bridge—, un trans-
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Figura 6.2: Implementacio´n de la SOA 2.0 propuesta (I).
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Figura 6.3: Implementacio´n de la SOA 2.0 propuesta (II).
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formador de formato JSON a Map y, finalmente, un componente de referencia al flujo Do-
mainDynamicGenerationAndEventSendingToEsper, por lo tanto, dispone de los elementos
mı´nimos exigidos propuestos para todo flujo de recepcio´n y gestio´n de eventos. Una des-
cripcio´n ma´s detallada de dichos endpoints puede encontrarse en el caso de estudio sobre
domo´tica (ve´ase la Seccio´n 7.1).
Para convertir los datos obtenidos en formato JSON a eventos de tipo map de Java, se
ha creado un transformador en Java denominado JSON to EventMap. Con la finalidad de
simplificar la implementacio´n, se ha utilizado Jackson [Jac14], una biblioteca Java multi-
propo´sito para procesar datos en formato JSON. Este transformador obtiene el cuerpo del
mensaje (payload) de tipo MuleMessage recibido y, a partir de la informacio´n contenida
en este payload, se creara´ y devolvera´ un nuevo map de Java, denominado eventMap de
tipo Map<String, Object>, que almacenara´ todas las propiedades de dicho evento con sus
respectivos valores.
Finalmente, el componente de referencia de flujo enviara´ cada eventMap recibido con
los datos en el formato apropiado al flujo DomainDynamicGenerationAndEventSending-
ToEsper.
Puede consultarse el Cap´ıtulo 7 donde se proponen dos casos de estudio en los cuales
se utiliza esta arquitectura; en cada caso de estudio se ha implementado un flujo distinto
de recepcio´n y gestio´n de eventos.
6.4.2. Generacio´n Dina´mica del Dominio y Env´ıo de Eventos al
Motor CEP
La generacio´n dina´mica del dominio es una de las funcionalidades ma´s destacables de la
integracio´n de la arquitectura propuesta con los editores gra´ficos de modelado desarrollados
en esta tesis doctoral. Ba´sicamente consiste en el ana´lisis de los eventos que fluyen por la
arquitectura con el objeto de obtener automa´tica y dina´micamente el domino CEP, esto
es, se inferira´ automa´ticamente tanto el tipo de eventos como los tipos de sus propiedades,
incluso si estas se encuentran anidadas.
Este flujo Mule cuya misio´n principal es la generacio´n dina´mica del dominio y el env´ıo
de eventos al motor CEP se ha implementado mediante un componente Java, denomina-
do GenerateDomain, donde se comprueba si existen nuevos tipos de eventos en el ESB,
registra´ndose en el motor Esper en caso afirmativo, y a trave´s de otro componente Java,
denominado Send EventMap to Esper, para el env´ıo al motor de todos los eventos recibidos
en este flujo.
Adema´s, cada nuevo tipo de evento detectado sera´ serializado genera´ndose, por tanto,
una secuencia de bytes que sera´ almacenada en un fichero denominado igual que el tipo y
con extensio´n .eventtype. Este fichero sera´ posteriormente le´ıdo por el editor de dominios
CEP (ve´ase el Cap´ıtulo 4) para obtener el tipo de evento detectado y proceder a la creacio´n
automa´tica de un modelo gra´fico de dominio CEP, o su modificacio´n, con este nuevo
tipo de evento. Finalmente, el usuario final podra´ modificar este modelo de dominio CEP
introduciendo, por ejemplo, su descripcio´n textual.
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Por otro lado, al componente Send EventMap to Esper llegara´ el mismo evento recibido
por el componente GenerateDomain que se enviara´ al motor Esper. El motor sera´ capaz de
reconocer el tipo de este evento al haber sido previamente registrado durante la generacio´n
del dominio.
6.4.3. Adicio´n del Co´digo de Patrones de Eventos en el Motor
CEP
El flujo de adicio´n del co´digo de patrones de eventos en el motor CEP, denominado
EventPatternAdditionToEsper, facilita la insercio´n en tiempo de ejecucio´n de nuevos pa-
trones de eventos en el motor Esper, a partir de un fichero por patro´n conteniendo el
co´digo EPL del patro´n que se desee an˜adir. De esta forma, el registro de nuevos patrones
de eventos en el motor no implicara´ ninguna modificacio´n en los flujos Mule, lo que supone
una gran ventaja para la arquitectura propuesta.
El primer elemento de este flujo es un endpoint de tipo File, denominado New EPL
EventPattern, que comprobara´ cada 2 segundos si existe un nuevo fichero con extensio´n
.epl en el directorio new-eventpattern (ve´ase un ejemplo de este tipo de fichero en el Lis-
tado 7.1). En caso afirmativo, el fichero sera´ convertido a tipo String, haciendo uso del
transformador File to String, y enviado al componente Add EventPattern to Esper. Este
componente an˜adira´ el nuevo patro´n de eventos en el motor Esper y le asociara´ un listener.
Si en un momento determinado las condiciones de este patro´n son satisfechas, entonces el
motor creara´ un evento complejo que sera´ enviado a dicho listener, el cual se encargara´ de
enviarlo de vuelta al ESB con el formato adecuado. En concreto, el evento complejo se
difundira´ a un endpoint VM denominado ComplexEvent Consumer y localizado en el flujo
ComplexEventReceptionAndDecisionMaking. Este componente es ideal para realizar comu-
nicaciones internas entre los propios flujos de Mule mediante colas en memoria. No´tese
que en el caso de que se produzca alguna excepcio´n de tipo com.espertech.esper.*, bien
porque la sintaxis del co´digo EPL sea incorrecta o bien por cualquier otro motivo, el patro´n
no se an˜adira´ al motor y, adema´s, se movera´ el fichero .epl del directorio new-eventpattern
al directorio incorrect-eventpattern. Sin embargo, si todo el proceso se ha realizado con
e´xito, el fichero sera´ movido al directorio deployed-eventpattern.
6.4.4. Adicio´n del Co´digo de las Acciones en el ESB
El flujo ActionForEventPatternAdditionToMule permite registrar en tiempo de ejecu-
cio´n las acciones que debera´n ejecutarse automa´ticamente en el ESB cuando se detecte un
patro´n en particular. Tal y como esta´ implementada la arquitectura, esto no requerira´ nin-
guna modificacio´n en los flujos Mule ya creados.
El primer elemento de este flujo es un endpoint de tipo File, denominado New Action
for EventPattern, que comprobara´ cada 2 segundos si existe un nuevo fichero con exten-
sio´n .action en el directorio new-action (ve´ase un ejemplo de este tipo de fichero en el
Listado 7.2). En caso afirmativo, el fichero sera´ convertido a tipo String y enviado al com-
ponente String to ActionMap. Este componente se encarga de crear y devolver un map de
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tipo Map<String, Object>. Finalmente, el componente dynamicflows:add registrara´ en
tiempo de ejecucio´n el flujo especificado. Para que este flujo se ejecute sera´ requisito indis-
pensable utilizar el componente dynamicflows:run, tal y como se vera´ en el flujo Complex-
EventReceptionAndDecisionMaking. Te´ngase en cuenta que en el caso de que se produzca
alguna excepcio´n de tipo org.xml.sax.SAXParseException o java.lang.Error el nuevo
flujo con las acciones no se registrara´ en el ESB y, adema´s, se movera´ el fichero .action del
directorio new-action al directorio incorrect-action. Sin embargo, si todo el proceso se ha
realizado con e´xito, el fichero sera´ movido al directorio deployed-action.
6.4.5. Recepcio´n de Eventos Complejos y Toma de Decisiones
Este flujo, denominado ComplexEventReceptionAndDecisionMaking, recibira´ todos los
eventos complejos difundidos por el listener y, a continuacio´n, se encargara´ de tomar de-
cisiones automa´ticamente, esto es, realizara´ todas las acciones especificadas previamente
para el patro´n de eventos que haya creado dicho evento complejo.
En primer lugar, se utiliza un endpoint VM, denominado ComplexEvent Consumer,
donde se recibira´ cada evento complejo difundido por el listener junto con el nombre del
patro´n de eventos que lo haya detectado. A continuacio´n, se enviara´ al componente dyna-
micflows:run. Este componente ejecutara´ uno de los flujos an˜adidos dina´micamente por el
componente dynamicflows:add, situado en el flujo ActionForEventPatternAdditionToMule;
concretamente, se ejecutara´ el flujo dina´mico que tenga el mismo nombre que el patro´n
que haya creado el evento complejo recibido en dicho endpoint. De esta forma, se consigue
que el evento complejo se difunda a todos los consumidores de eventos indicados en dicho
flujo dina´mico, es decir, se env´ıe solo a los usuarios/sistemas que este´n interesados en de-
tectar en tiempo real estas situaciones cr´ıticas y/o relevantes descritas por estos eventos
complejos. En el caso de que no se haya an˜adido ningu´n flujo dina´mico con las acciones
a llevar a cabo para un patro´n determinado, entonces se lanzara´ una excepcio´n de tipo
org.mule.api.MuleException, mostra´ndose un mensaje de aviso.
6.5. CEP en SOA 2.0 al Alcance del Experto en el
Dominio
La solucio´n tecnolo´gica para la integracio´n de CEP con SOA 2.0 propuesta e implemen-
tada en el presente cap´ıtulo se ha integrado tanto con el editor gra´fico para el modelado
de dominios CEP como con el editor gra´fico para el modelado y la generacio´n de co´digo de
patrones de eventos, tal y como se describe en el enfoque dirigido por modelos presentado
en el Cap´ıtulo 3. En particular, se ha abordado el desarrollo de las fases del enfoque impli-
cadas durante la generacio´n dina´mica del dominio, la adicio´n de nuevos patrones de eventos
en el motor CEP y de nuevas condiciones a detectar en el ESB, as´ı como la deteccio´n de
situaciones cr´ıticas y su difusio´n en tiempo de ejecucio´n (ve´ase la Figura 6.4):
A partir de la informacio´n que llegue al ESB proveniente de los productores de
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eventos, se generara´ automa´ticamente un modelo de dominio con los tipos de eventos
y propiedades que fluyan por la arquitectura.
El co´digo del patro´n de eventos generado automa´ticamente por el editor de patrones
sera´ an˜adido al motor CEP en tiempo de ejecucio´n.
El co´digo de las acciones generado automa´ticamente tambie´n por el editor de patrones
sera´ an˜adido al ESB en tiempo de ejecucio´n.
A partir de los eventos simples que lleguen al motor CEP desde el ESB, y los patro-
nes de eventos an˜adidos en tiempo de ejecucio´n, el motor CEP creara´ nuevos eventos
complejos (alertas o alarmas) conforme se vayan detectando dichos patrones. Estos
eventos complejos sera´n enviados al ESB que se encargara´ de difundirlos a todos
los consumidores de eventos interesados en ellos —segu´n se especifique en las accio-
nes an˜adidas al ESB por cada patro´n de eventos—, avisando al usuario final de las
situaciones recie´n acontecidas.
As´ı pues, con el propo´sito de que el usuario final no tenga que implementar a mano el
co´digo de los patrones de eventos que necesite detectar en tiempo real, se ha integrado esta
arquitectura con el editor gra´fico reconfigurable (ve´ase el Cap´ıtulo 5). De este modo, los
patrones de eventos que sean definidos gra´ficamente por los usuarios mediante este editor
sera´n transformados a co´digo EPL, crea´ndose un fichero por cada modelo de patro´n con el
mismo nombre y con extensio´n .epl. Estos ficheros podra´n ser alojados automa´ticamente
por el editor en el mismo directorio new-eventpattern configurado en este flujo Mule para
que sean consumidos y registrados en el motor CEP por el ESB.
Por otro lado, la integracio´n de la arquitectura con el editor gra´fico reconfigurable,
tambie´n facilita que el usuario final no tenga que implementar a mano el co´digo XML de
las acciones a llevar a cabo en tiempo real cuando se detecten ciertos patrones de eventos.
Por lo cual, las acciones para patrones que sean definidas gra´ficamente por los usuarios
mediante este editor sera´n transformadas a co´digo XML, crea´ndose un fichero por cada
modelo de patro´n con el mismo nombre y con extensio´n .action. Estos ficheros podra´n ser
alojados automa´ticamente por el editor en el mismo directorio new-action configurado en
este flujo Mule para que sean consumidos y registrados dina´micamente por el ESB.
Por consiguiente, las principales aportaciones de esta integracio´n son la generacio´n
dina´mica del dominio de forma gra´fica, infirie´ndose cua´les son los tipos de eventos y propie-
dades a partir de los eventos que fluyen por la arquitectura, as´ı como la adicio´n automa´tica
y transparente en tiempo de ejecucio´n tanto del co´digo de los patrones de eventos gra´ficos
en el motor CEP como del co´digo de las acciones en el ESB.
6.6. Conclusiones
En este cap´ıtulo se ha presentado e implementado una propuesta para la integracio´n
de CEP con SOA 2.0 que hace posible la deteccio´n de situaciones cr´ıticas o relevantes
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en distintos escenarios de aplicacio´n de SOA. Gracias a esta arquitectura, cuando dichas
situaciones ocurran a partir de la deteccio´n de ciertos patrones de eventos predefinidos en
el motor CEP, las alertas o alarmas (eventos complejos) sera´n enviadas en tiempo real a
los usuarios y sistemas que este´n interesados en recibirlas.
El elemento principal de la arquitectura es un ESB que servira´ como nexo de unio´n
entre los productores de eventos, los consumidores de eventos y el motor CEP. Dado que la
arquitectura permite la integracio´n con una gran diversidad de productores y consumidores
de eventos, podra´ utilizarse en mu´ltiples dominios de aplicacio´n.
Entre sus funciones principales se encuentran la recepcio´n de eventos, la transformacio´n
de eventos, el filtrado de eventos, la generacio´n dina´mica del dominio, el env´ıo de eventos al
motor CEP, la adicio´n de patrones de eventos en el motor CEP, la adicio´n de acciones para
patrones de eventos en el ESB, la deteccio´n de patrones de eventos, la recepcio´n de eventos
complejos y la toma de acciones (acciones a llevar a cabo al detectar los eventos comple-
jos). De todas ellas, las funcionalidades ma´s relevantes con respecto a otras arquitecturas
existentes son la integracio´n de Mule con Esper, la generacio´n automa´tica del domino y
su integracio´n con los editores gra´ficos de modelado de dominio CEP y de patrones de
eventos desarrollados en esta tesis doctoral, as´ı como la insercio´n automa´tica y en tiempo
de ejecucio´n tanto del co´digo EPL de los patrones de eventos en el motor CEP como del
co´digo XML de las acciones a ejecutar en el ESB cuando se detecten los patrones; todo ello
sin que se requiera ninguna modificacio´n adicional en la implementacio´n de la arquitectura
propuesta.
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Cap´ıtulo 7
Casos de Estudio
((La informa´tica es la ciencia de la abstraccio´n —se crea el modelo correcto para un
problema y se inventa las te´cnicas mecanizadas apropiadas para resolverlo.))
(Alfred Vaino Aho y Jeff Ullman)
En este cap´ıtulo se presentan dos casos de estudio en los que se aplica el enfoque
propuesto en el Cap´ıtulo 3 a dos dominios de aplicacio´n. El primer caso de estudio se basa
en la deteccio´n de situaciones cr´ıticas y relevantes en el a´mbito de la domo´tica, mientras
que el segundo caso de estudio esta´ orientado a la deteccio´n de dichas situaciones en el
a´mbito de la seguridad en redes.
7.1. Caso de Estudio sobre Domo´tica
En los u´ltimos an˜os esta´ creciendo el nu´mero de casas inteligentes que disponen de
sensores de datos para monitorizar las condiciones del entorno en el que se encuentran.
Estos sensores pueden medir con cierta frecuencia la temperatura y humedad externa o
interna de un hogar, o el consumo energe´tico o de gas, entre otros. Adema´s, existe una
tendencia de compartir esta informacio´n recogida por dichos sensores en plataformas IoT
de acceso libre.
Este escenario cobra intere´s a la hora de monitorizar estos datos en tiempo real para
detectar situaciones relevantes o cr´ıticas que sucedan en hogares repartidos por todo el
mundo; tratando de paliar cuanto antes sus consecuencias. Por ejemplo, ser´ıa deseable
que se avisase a los habitantes de una casa cuando realicen un consumo irresponsable
de electricidad puesto que, de esta forma, podra´n poner ma´s cuidado en co´mo usar sus
electrodome´sticos.
Para la consecucio´n de estos objetivos, en este caso de estudio se hace uso del enfoque
propuesto en el Cap´ıtulo 3 y, ma´s espec´ıficamente, se aplica la propuesta de integracio´n
de CEP en SOA 2.0, presentada en el Cap´ıtulo 6, al a´mbito de la domo´tica, en la que
se utiliza como productor de eventos Xively [Log14], una de las plataformas IoT bien
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documentada y altamente escalable, que gestiona cada d´ıa millones de datos provenientes
de miles de personas, organizaciones y compan˜´ıas a nivel mundial. Su finalidad es permitir
almacenar, compartir y extraer datos en tiempo real ofrecidos por los distintos objetos
y dispositivos distribuidos geogra´ficamente a nivel mundial. Para ello, ofrece una API
(Application Programming Interface) RESTful —API de servicios web basada en REST—
que proporciona en tiempo real los valores observados como flujos de datos en formato
XML, CSV (Comma-Separated Values) o JSON.
Por otra parte, como consumidores de eventos se utilizan en este caso de estudio tanto
servicios de correo electro´nico como servicios de redes sociales; concretamente, el servicio
de correos de la UCA (Universidad de Ca´diz ) y Twitter, respectivamente. Cabe recordar
que la arquitectura SOA 2.0 propuesta en esta tesis esta´ implementada de forma que la
adicio´n de otros tipos de consumidores de eventos sea totalmente viable cuando as´ı se
necesite.
A lo largo de esta seccio´n se detallan, en primer lugar, la implementacio´n del flujo Mule
que permite obtener y gestionar los eventos desde la plataforma Xively y su integracio´n
con la arquitectura descrita en el Cap´ıtulo 6, seguido de los pasos a llevar a cabo, segu´n
el enfoque definido en el Cap´ıtulo 3, desde que el experto en el dominio define el dominio
sobre domo´tica hasta que los usuarios finales —los habitantes de los hogares en cuestio´n—
reciben las notificaciones en tiempo real de las situaciones acontecidas en las que este´n
interesados. Estas situaciones podra´n ser algunas de las siguientes: consumo energe´tico
irresponsable, incendio, corte ele´ctrico y olvido del apagado de una televisio´n.
7.1.1. Recepcio´n y Gestio´n de Eventos Provenientes de una
Plataforma IoT
Como se ha comentado previamente, en este caso de estudio se utilizan algunos de los
datos proporcionados por Xively. Concretamente, se ha realizado un estudio de cua´les de
los flujos de datos disponibles en dicha plataforma sobre domo´tica son ma´s ido´neos para la
monitorizacio´n, teniendo en cuenta el nu´mero de sensores disponibles por hogar, as´ı como
la frecuencia de actualizacio´n de los datos. En la Tabla 7.1 se muestran los nombres de los
flujos escogidos, el pa´ıs donde se encuentran los sensores asociados a cada flujo, las URL
de estos flujos, as´ı como la frecuencia de actualizacio´n de datos de cada uno de ellos.
Tabla 7.1: Flujos de Xively sobre domo´tica utilizados en este caso de estudio.
Nº Nombre del flujo Pa´ıs URL Act.
F1 Residential Information Holanda https://xively.com/feeds/62988 1 min
F2 Home Automation Be´lgica https://xively.com/feeds/71257 1 min
F3 Current Cost Bridge Espan˜a https://xively.com/feeds/89125 5 min
Debe tenerse en cuenta que en cada uno de estos flujos se depositan los valores tomados
de los distintos sensores que se encuentren en el hogar asociado a ese flujo. Por tanto,
el nombre y el nu´mero de tipos de datos proporcionados por cada flujo es variable e
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Figura 7.1: Implementacio´n del flujo de recepcio´n y gestio´n de eventos del caso de estudio
sobre domo´tica.
incluso algunos de ellos podr´ıan presentarse en distintas unidades. Por este motivo, ha
sido necesario normalizar los datos de estos tres flujos (F1 - F3), como se explicara´ a
continuacio´n.
As´ı pues, con el propo´sito de obtener los datos de dichos flujos y normalizarlos para
posteriormente detectar situaciones cr´ıticas y/o relevantes sobre domo´tica, se ilustra en la
Figura 7.1 el u´nico flujo, denominado EventReceptionAndManagement-HomeAutomation,
que ha sido necesario implementar adicionalmente a la propuesta ya definida para la inte-
gracio´n de SOA 2.0 y CEP (ve´ase las Figuras 6.2 y 6.3). Esto pone de manifiesto que dicha
solucio´n puede ser extendida a distintos dominios de aplicacio´n, simplemente incorporando
un nuevo flujo espec´ıfico para la recepcio´n y la gestio´n de la informacio´n para el dominio
en cuestio´n.
Como puede observarse, el flujo EventReceptionAndManagement-HomeAutomation dis-
pone de tres endpoints HTTP de entrada, un transformador de formato JSON a Map y,
finalmente, un componente de referencia al flujo DomainDynamicGenerationAndEventSen-
dingToEsper.
En primer lugar, se ha utilizado un composite source, un a´mbito Mule donde dos o ma´s
fuentes de mensajes pueden posicionarse con la intencio´n de aceptar mensajes provenientes
de distintas fuentes externas. En concreto, en este flujo se han utilizado tres endpoints
HTTP de entrada en los que se han configurado las URLs para los flujos Xively descritos
en la Tabla 7.1, el formato en el que se desea obtener la informacio´n (JSON en este caso),
las credenciales para tener acceso a los datos del servidor y los conectores polling indicando
cada cua´nto tiempo se va obtener la informacio´n. En particular, un polling que se encarga
de obtener datos con una frecuencia de actualizacio´n de 1 minuto para los flujos F1 y F2,
y otro polling con frecuencia de 5 minutos para el flujo F3.
Para convertir los datos obtenidos en formato JSON a eventos de tipo map de Java
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as´ı como para normalizarlos, se ha creado un transformador en Java denominado JSON to
EventMap. En cuanto a la normalizacio´n, en la Tabla 7.2 se especifica el nombre que se le
ha asignado a cada dato junto con su tipo, una descripcio´n y si se encuentra disponible el
dato en ese flujo (marcado con una x en caso afirmativo).
Tabla 7.2: Formato de los datos de flujos normalizados.
Dato Tipo Descripcio´n F1 F2 F3
home String Nombre del flujo. x x x
sensor String URL del flujo. x x x
location Location Localizacio´n del hogar. x x x
location.name Float Nombre de la ciudad, pa´ıs. x x x
location.latitude Float Latitud de la localizacio´n. x x x
location.longitude Float Longitud de la localizacio´n. x x x
timestamp String Fecha y hora de registro del dato. x x x
energyConsumption Float Consumo energe´tico en el hogar (W). x x x
temperature Float Temperatura del hogar (ºC). x x x
humidity Float Humedad del hogar ( %). x x
tvConsumption Float Consumo de la televisio´n (W). x
Con la finalidad de simplificar la implementacio´n del transformador, se ha utiliza Jack-
son [Jac14], una biblioteca Java multipropo´sito para procesar datos en formato JSON.
Este transformador obtiene el cuerpo (payload) del mensaje de tipo MuleMessage recibido
en este transformador y, a partir de la informacio´n contenida en este payload, se creara´ y
devolvera´ un nuevo map de Java, denominado eventMap de tipo Map<String, Object>.
La clave de tipo String almacenara´ el nombre del evento (HomeEvent) mientras que el
valor de tipo Object sera´, a su vez, otro map de tipo Map<String, Object>, denominado
eventPayload, que almacenara´ todas las propiedades de dicho evento con sus respectivos
valores como, por ejemplo, sensor y location. La propiedad location, al ser una propiedad
compuesta por las propiedades name, latitude y longitude, sera´, a su vez, otro map anidado.
Finalmente, el componente de referencia de flujo enviara´ cada eventMap recibido con
los datos en el formato apropiado al flujo DomainDynamicGenerationAndEventSending-
ToEsper, el cual se encargara´ de generar el dominio CEP automa´ticamente as´ı como enviar
los eventos HomeEvent al motor CEP para su procesamiento.
Tras la incorporacio´n de este flujo, la arquitectura ya podra´ analizar y procesar infor-
macio´n proveniente de la plataforma Xively. Sin embargo, si lo que se pretende es, adema´s,
detectar situaciones cr´ıticas y/o relevantes para el a´mbito de la domo´tica y notificarlas
a los sistemas y usuarios interesados, entonces es necesario incorporar al motor CEP los
patrones de eventos que describira´n las condiciones que deben cumplirse para llevar a cabo
dicha deteccio´n. A continuacio´n, se detallan los pasos a seguir para lograrlo.
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7.1.2. Definicio´n del Modelo de Dominio CEP
Un experto en el dominio domo´tico sera´ el responsable de definir gra´ficamente el domi-
nio CEP conforme al metamodelo descrito en la Seccio´n 4.2.1. Este dominio estara´ com-
puesto por los tipos de eventos y propiedades que describan el dominio sobre domo´tica; en
este caso, el tipo de evento HomeEvent con sus propiedades (ve´ase la Tabla 7.2).
Esta tarea podra´ ser realizada por el experto en el dominio bien utilizando el editor
gra´fico de dominios CEP (ve´ase el Cap´ıtulo 4) o bien directamente mediante el editor
gra´fico de patrones de eventos (ve´ase el Cap´ıtulo 5), ya que este editor, adema´s de ofrecer
sus funcionalidades propias de gestio´n de patrones, tambie´n permite la definicio´n de un
modelo de dominio CEP, siempre y cuando el editor todav´ıa no haya sido reconfigurado
para un dominio en particular. Se ha optado por utilizar el editor de propo´sito espec´ıfico
para la definicio´n de dominios.
Es importante recordar que el dominio CEP puede crearse de dos formas: manual-
mente —opcio´n del menu´ CEP Domain > New...— lo que implica que el experto debe
definir el tipo de evento HomeEvent y sus propiedades haciendo uso de las herramien-
tas Event y EventProperty disponibles en la paleta del editor; dina´micamente —opcio´n
del menu´ CEP Domain > Auto-detect Domain— que generara´ automa´ticamente el domi-
nio gra´fico a partir del tipo de eventos inferido desde los eventos que viajen por el flujo
DomainDynamicGenerationAndEventSendingToEsper del ESB.
En este caso de estudio, se ha generado automa´ticamente el dominio realiza´ndose se-
guidamente algunas modificaciones sobre el mismo. En particular, se ha asignado el nom-
bre home-automation al dominio formado u´nicamente por el tipo de eventos inferido —
HomeEvent—, as´ı como una descripcio´n textual. Adema´s, se ha asociado este tipo de
eventos con un icono gra´fico para mejorar la usabilidad, de modo que cualquier usuario
pueda reconocerlo de una forma intuitiva. Asimismo, se han asignado iconos a la mayor´ıa
de las propiedades del evento, como puede comprobarse en la Figura 7.2. Si no se hubiese
asignado un icono para el tipo de eventos aparecer´ıa un icono en verde con la letra E,
mientras que se usa, por defecto, un icono en verde con la letra P para las propiedades;
como ejemplo, ve´anse las propiedades anidadas name, latitude y longitude de la propiedad
location a las que no se les han asignado ningu´n icono. Te´ngase en cuenta que visualmente
podr´ıa ocultarse estas propiedades haciendo clic dentro de la propiedad location.
7.1.3. Validacio´n y Almacenamiento del Modelo de Dominio
CEP
Una vez modelado el dominio de domo´tica, se ha validado automa´ticamente a partir
de las restricciones definidas en la Seccio´n 4.2.1, y se ha guardado en el sistema tras
comprobarse que el modelo es correcto y que no incumple ninguna de las restricciones.
Para ejecutar estas funcionalidades se ha seleccionado la opcio´n del menu´ CEP Domain >
Save and Validate del editor gra´fico de dominios.
A continuacio´n, se ha procedido a la exportacio´n de este dominio CEP. Para ello, se
ha utilizado la opcio´n del menu´ File > Export CEP Domain, obtenie´ndose un archivo
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Figura 7.2: Dominio CEP de domo´tica.
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ZIP, denominado home-automation domain.zip, conteniendo tanto el modelo de dominio
y el fichero de diagrama como las ima´genes de los iconos a las que haga referencia dicho
modelo.
A partir de este momento, los usuarios que necesiten definir patrones de eventos para
el a´mbito de la domo´tica, podra´n importar este dominio home-automation en el editor
gra´fico reconfigurable para el modelado y la generacio´n de co´digo de patrones de eventos.
7.1.4. Definicio´n de Modelos de Patro´n de Eventos
Para que la definicio´n gra´fica de patrones de eventos sobre domo´tica pueda llevarse a
cabo, es necesario que previamente se haya reconfigurado el editor gra´fico de patrones con el
dominio home-automation recie´n creado. Al importarse, se an˜adira´ automa´ticamente el tipo
de eventos HomeEvent como una herramienta ma´s en la paleta del editor, posiciona´ndose
en el grupo de herramientas denominado Simple Events (ve´ase la Figura 7.3). As´ı pues,
cuando el usuario necesite describir alguna condicio´n de patro´n donde HomeEvent deba
estar presente, hara´ uso de dicha herramienta para an˜adir este tipo de eventos en el canvas
del editor.
Gracias a esta personalizacio´n dina´mica de la paleta del editor, se aumenta conside-
rablemente la usabilidad y experiencia del usuario final al no tener que preocuparse de
co´mo representar el tipo de eventos y sus propiedades; simplemente debera´ usarlo tal cual
sea visualizado en el canvas. Por otro lado, esto proporciona otra ventaja fundamental: el
usuario final no puede realizar ninguna modificacio´n sobre el tipo de eventos dado, ya que
esto conllevar´ıa a la creacio´n de patrones de eventos inconsistentes, al usarse definiciones
distintas para un mismo tipo de eventos.
A continuacio´n, se detallan los patrones de eventos definidos gra´ficamente en este ca-
so de estudio para la deteccio´n de situaciones cr´ıticas y/o relevantes en el a´mbito de la
domo´tica.
Patro´n de Consumo Energe´tico Irresponsable
A continuacio´n, se describe el patro´n de consumo energe´tico irresponsable que se pre-
tende modelar con el editor gra´fico de patrones de eventos:
Nombre: IrresponsibleEnergyConsumption.
Descripcio´n: Este patro´n permite detectar cua´ndo se esta´ realizando un alto con-
sumo energe´tico en un hogar y en un intervalo de tiempo determinado.
Condiciones del patro´n:
 Cada evento de tipo HomeEvent cuyo consumo energe´tico (propiedad energy-
Comsuption) sea superior a 1500 vatios. Es importante sen˜alar que el valor de
1500 vatios podr´ıa ser sustituido por otro, si as´ı lo estima oportuno el experto
en domo´tica.
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Figura 7.3: Paleta del editor reconfigurable personalizada con el dominio de domo´tica.
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 Y, adema´s, se lleve a cabo en un intervalo de tiempo de 10 minutos.
Nuevo evento complejo: IrresponsibleEnergyConsumption. Se creara´ un nuevo
evento complejo con las siguientes propiedades:
 home: el hogar en el que se ha detectado el consumo energe´tico irresponsable.
 locationName: la ubicacio´n del hogar.
 timestamp: la fecha y la hora en la que se ha producido el evento HomeEvent.
 energyConsumption: el consumo energe´tico detectado en ese momento. Este con-
sumo sera´ superior a 1500 vatios, puesto que es la condicio´n que se ha establecido
en el patro´n.
Acciones:
 Email : cada nuevo evento complejo de tipo IrresponsibleEnergyConsumption
creado, tras el cumplimiento de las condiciones del patro´n, sera´ enviado a la di-
reccio´n o direcciones de correo electro´nico especificadas en el componente Email
(atributo To). Para ello, debera´ indicarse tambie´n informacio´n sobre la direccio´n
del emisor del mensaje, el host y el puerto, el nombre de usuario y contrasen˜a,
as´ı como el asunto del correo, por ejemplo, Alert: Irresponsible Energy Con-
sumption.
 Twitter : cada nuevo evento complejo tambie´n sera´ enviado a una cuenta de
Twitter en la que se registrara´n todas las situaciones acontecidas sobre el domi-
nio domo´tico.
La Figura 7.4 presenta el modelo de este patro´n disen˜ado con el editor de patrones. Cabe
destacar que el operador azul con nueve puntos en blanco se trata del operador de patro´n
Every, encargado de seleccionar cada uno de los eventos de tipo HomeEvent que cumpla
la condicio´n especificada en cuanto al consumo energe´tico. Para ma´s informacio´n sobre la
descripcio´n de los operandos y operadores de patrones, consu´ltese la Seccio´n 5.2.1. Como
puede observarse, se ha asignado una imagen al icono que representara´ al nuevo tipo de
evento complejo IrresponsibleEnergyConsumption.
Patro´n de Incendio
Seguidamente, se describe el patro´n de incendio que se pretende modelar con el editor
gra´fico de patrones de eventos:
Nombre: Fire.
Descripcio´n: Este patro´n permite detectar un posible caso de incendio en un hogar.
Condiciones del patro´n:
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 Una vez analizada la temperatura de un hogar, si en el minuto siguiente se
observa que la temperatura ha aumentado en ma´s de 20ºC en ese mismo hogar,
entonces se puede deducir que se ha producido un incendio. Lo´gicamente, es
improbable que en tan solo un minuto la temperatura pueda oscilar en ma´s de
20ºC ni siquiera utilizando una estufa para calentar el ambiente; salvo que se
produzca algu´n incendio en la casa.
Nuevo evento complejo: Fire. Se creara´ un nuevo evento complejo con las siguien-
tes propiedades:
 home: el hogar en el que se ha detectado el caso de incendio.
 locationName: la ubicacio´n del hogar.
 timestamp: la fecha y la hora en la que se ha producido el evento HomeEvent.
 initialTemperature: la temperatura correspondiente al primero de los dos eventos
implicados en el cumplimiento de las condiciones descritas.
 finalTemperature: la temperatura correspondiente al segundo de los dos eventos
implicados en el cumplimiento de las condiciones descritas. El valor de esta
temperatura superara´ los 20ºC con respecto a la temperatura referida como
temperatura inicial.
Acciones:
 Twitter : cada nuevo evento complejo sera´ enviado a una cuenta de Twitter en la
que se registrara´n todas las situaciones acontecidas sobre el dominio domo´tico.
La Figura 7.5 ilustra el modelo de este patro´n disen˜ado con el editor de patrones. Cabe
destacar que el operador azul con una flecha en blanco se trata del operador de patro´n
Followed By, que define una relacio´n de orden donde se establece que la primera expresio´n
de patro´n debe ser seguida de otra expresio´n, mientras que el operador cuadrado y azul
es el temporizador de patro´n Time Interval. El operador Every hara´ posible que se cree
un nuevo evento complejo cada vez que se detecten dichas condiciones. Adema´s, se ha
asignado una imagen al icono que representara´ al nuevo tipo de evento complejo Fire.
Patro´n de Corte Ele´ctrico
A continuacio´n, se describe el patro´n de corte ele´ctrico que se pretende modelar con el
editor gra´fico de patrones de eventos:
Nombre: PowerFailure.
Descripcio´n: Este patro´n avisara´ cuando se produzca un corte del suministro ele´ctri-
co en un hogar.
Condiciones del patro´n:
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 En un momento determinado el consumo energe´tico es mayor que 0 vatios y,
seguidamente, el consumo energe´tico en ese mismo hogar es igual a 0. Te´ngase
en cuenta que se considera que el consumo energe´tico en un hogar nunca sera´ 0
vatios, ya que siempre existira´ algu´n electrodome´stico enchufado a la toma de
corriente como, por ejemplo, un frigor´ıfico.
Nuevo evento complejo: PowerFailure. Se creara´ un nuevo evento complejo con
las siguientes propiedades:
 home: el hogar en el que se ha detectado el corte del suministro ele´ctrico.
 locationName: la ubicacio´n del hogar.
 timestamp: la fecha y la hora en la que se ha producido el evento HomeEvent.
 initialEnergyConsumption: el consumo energe´tico correspondiente al primero de
los dos eventos implicados en el cumplimiento de las condiciones descritas.
 finalEnergyConsumption: el consumo energe´tico correspondiente al segundo de
los dos eventos implicados en el cumplimiento de las condiciones descritas.
Acciones:
 Email : cada nuevo evento complejo de tipo PowerFailure creado, tras el cum-
plimiento de las condiciones del patro´n, sera´ enviado a la direccio´n o direcciones
de correo electro´nico especificadas en el componente Email.
La Figura 7.6 muestra el modelo de este patro´n disen˜ado con el editor de patrones. Como
puede comprobarse, se ha asignado una imagen al icono que representara´ al nuevo tipo de
evento complejo PowerFailure.
Patro´n de Olvido del Apagado de una Televisio´n
Seguidamente, se describe el patro´n de olvido del apagado de una televisio´n que se
pretende modelar con el editor gra´fico de patrones de eventos:
Nombre: IrresponsibleTelevisionUse.
Descripcio´n: Este patro´n trata de detectar la situacio´n en la que los habitantes de
un hogar han olvidado apagar la televisio´n antes de salir de casa.
Condiciones del patro´n:
 Si la televisio´n de un hogar permanece encendida ininterrumpidamente durante
6 horas. En esta ocasio´n, se presupone que los telespectadores no pasan ma´s de
6 horas seguidas delante del televisor. En caso contrario, habr´ıa que aumentar
el nu´mero de horas impuestas en este patro´n.
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Nuevo evento complejo: IrresponsibleTelevisionUse. Se creara´ un nuevo evento
complejo con las siguientes propiedades:
 home: el hogar en el que se ha detectado el olvido del apagado de una televisio´n.
 locationName: la ubicacio´n del hogar.
 timestamp: la fecha y la hora en la que se ha producido el evento HomeEvent.
Acciones:
 Email : cada nuevo evento complejo de tipo IrresponsibleTelevisionUse creado
sera´ enviado a la direccio´n o direcciones de correo electro´nico especificadas en
el componente Email.
La Figura 7.7 ilustra el modelo de este patro´n disen˜ado con el editor de patrones. Al igual
que en los patrones anteriores, se ha asignado una imagen al icono que representara´ al
nuevo tipo de evento complejo IrresponsibleTelevisionUse.
7.1.5. Validacio´n y Almacenamiento de Modelos de Patro´n de
Eventos
Conforme se ha ido modelando cada patro´n de domo´tica detallado anteriormente, se ha
validado automa´ticamente a partir de las restricciones definidas en la Seccio´n 5.2.1, y se
ha guardado en el sistema tras comprobarse que el modelo es correcto y que no incumple
ninguna de las restricciones. Para ejecutar estas funcionalidades se ha seleccionado la opcio´n
del menu´ Event Patterns > Save and Validate del editor gra´fico de patrones.
Tras el almacenamiento de cada modelo de patro´n en el sistema, se ha reconfigurado
automa´ticamente la paleta del editor, an˜adie´ndose el nuevo tipo de evento complejo definido
en cada modelo como una herramienta ma´s dentro del grupo de herramientas denominado
Complex Events (ve´ase la Figura 7.8). Por lo tanto, cuando el usuario necesite describir
alguna condicio´n de patro´n en la cual deba estar presente alguno de los tipos de eventos
complejos disen˜ados previamente, hara´ uso de las herramientas de eventos complejos de la
paleta del editor para an˜adir estos tipos de eventos en el canvas del editor. Lo´gicamente,
no estara´ disponible la herramienta del tipo de evento complejo en la paleta del propio
modelo que en ese momento se este´ disen˜ando, ya que no tendr´ıa sentido utilizar un tipo
de evento complejo en el mismo modelo donde se defina.
Posteriormente, se ha procedido a la exportacio´n de dichos patrones de eventos. Para
ello, se ha utilizado la opcio´n del menu´ File > Export Event Patterns, obtenie´ndose un
archivo ZIP, denominado home-automation patterns.zip, que contiene tanto los modelos
de los patrones de eventos (modelos EMF) y sus ficheros de diagrama (diagramas) junto
con las ima´genes a las que hagan referencia dichos modelos de patro´n, como el modelo de
dominio (modelo EMF) para el que se ha definido estos patrones, su fichero de diagrama
(diagrama) y las ima´genes a las que haga referencia dicho modelo de dominio.
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Figura 7.8: Paleta del editor reconfigurable personalizada con los eventos complejos de
domo´tica.
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7.1.6. Transformacio´n de Modelos de Patro´n de Eventos a
Co´digo
Tras el disen˜o, la validacio´n y el almacenamiento de los patrones de eventos podra´ ge-
nerarse de forma automa´tica tanto el co´digo EPL de los patrones que deben ser an˜adidos
en tiempo de ejecucio´n en el motor Esper, como el co´digo XML correspondiente a las ac-
ciones que deben llevarse a cabo en el ESB Mule cuando se detecten dichos patrones. Para
lograrlo, debera´ utilizarse la opcio´n del menu´ del editor Event Patterns > Generate and
Deploy Pattern Code.
Al utilizar esta opcio´n, se pedira´ al usuario que seleccione el directorio donde desea que
el editor cree los ficheros con extensio´n .epl con el co´digo de los patrones, y el directorio
donde desea que se registren los ficheros .action con las acciones de los patrones.
A continuacio´n, se presentan los ficheros .epl y .action generados automa´ticamente para
cada uno de los patrones de domo´tica definidos y modelados en la Seccio´n 7.1.4.
Patro´n de Consumo Energe´tico Irresponsable
Este patro´n permite detectar cua´ndo se esta´ realizando un alto consumo energe´tico en
un hogar en un intervalo de tiempo determinado. El Listado 7.1 muestra el co´digo EPL
generado para este patro´n.
Listado 7.1: Fichero IrresponsibleEnergyConsumption.epl generado por el editor de
patrones.
@Name(’IrresponsibleEnergyConsumption’ )
i n s e r t i n to Irrespons ib leEnergyConsumption
s e l e c t a1 . home as home ,
a1 . l o c a t i o n . name as locationName ,
a1 . timestamp as timestamp ,
a1 . energyConsumption as energyConsumption
from pattern [ every a1 = HomeEvent ( a1 . energyConsumption > 1500) ] .
w in : t ime batch (10 minutes )
En primer lugar, se define el patro´n de eventos complejos mediante la cla´usula from
pattern. Se toma de entre todos los eventos de tipo HomeEvent aquellos que cumplan
la condicio´n en la que el consumo energe´tico en ese instante sea mayor a 1500 W y, a
continuacio´n, se le aplica el operador every para seleccionar cada uno de estos eventos que
representan un alto consumo energe´tico. Para poder seleccionar a posteriori las propiedades
de este evento, es necesario asignarle un alias (en este caso denominado a1).
Como puede observarse, a este patro´n se le ha aplicado adema´s una ventana temporal
win:time batch(10 min), esto quiere decir que aunque se detecte varias veces el patro´n
de consumo energe´tico irresponsable durante el intervalo de tiempo de 10 minutos, solo se
notificara´ que el patro´n ha sido detectado al finalizar los 10 minutos establecidos.
Finalmente, para cada uno de los eventos que cumple la condicio´n impuesta en
el patro´n, se seleccionan las siguientes propiedades: el hogar donde se ha detec-
tado la situacio´n y su localizacio´n, el tiempo de registro, y el consumo energe´ti-
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co detectado en ese momento. Con estas propiedades se crea un nuevo evento com-
plejo de tipo IrresponsibleEnergyConsumption(home, locationName, timestamp,
energyConsumption) y se inserta en un nuevo flujo de eventos de Esper con la misma
denominacio´n que el evento complejo.
Por otro lado, el Listado 7.2 presenta el co´digo XML correspondiente a las acciones
definidas gra´ficamente para el patro´n de consumo energe´tico irresponsable. En la primera
l´ınea del fichero se indica la declaracio´n XML, seguida de la declaracio´n de los espacios de
nombre y la localizacio´n del esquema de Mule.
El co´digo de las acciones sera´ an˜adido en el ESB Mule en tiempo de ejecucio´n co-
mo un nuevo flujo (<flow>) dina´mico denominado igual que su patro´n correspondien-
te: IrresponsibleEnergyConsumption. Este flujo esta´ compuesto por el encaminador de
mensajes All proporcionado por Mule, que se encargara´ de difundir todos los eventos
complejos que se reciban en el flujo Mule denominado ComplexEventReceptionAndDeci-
sionMaking (ve´ase la Figura 6.3), tanto por correo electro´nico a la direccio´n indicada como
a la cuenta Twitter creada para tal fin. No´tese que previo al env´ıo del correo electro´ni-
co, se ha establecido el formato del cuerpo del mensaje mediante <set-payload>, y que
el componente Twitter referencia a un componente global denominado Twitter, donde
se encuentran registradas las claves de usuario y consumidor obtenidas al registrar en
https://dev.twitter.com la aplicacio´n Mule implementada en esta tesis doctoral.
Listado 7.2: Fichero IrresponsibleEnergyConsumption.action generado por el editor de
patrones.
<?xml version="1.0" encoding="UTF-8"?>






xmlns : spr ing="http://www.springframework.org/schema/beans" version="EE
-3.4.1"
xmlns :x s i="http://www.w3.org/2001/XMLSchema -instance"
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<f l ow name="IrresponsibleEnergyConsumption">
<a l l doc:name="All">
<proces sor−chain>
<set−payload value="Detected Alert ’#[message.
inboundProperties[’eventPatternName ’]]’: #[payload]"
doc:name="Set Email Body"/>
<smtps:outbound−endpoint host="smtp.uca.es" port="465" user=
"****" password="****" to="juan.boubeta@uca.es" from="
juan.boubeta@uca.es" cc="" sub j e c t="Alert: Irresponsible
Energy Consumption" responseTimeout="3000" doc:name="SMTP
"/>
</ proces sor−chain>
<tw i t t e r :update−s t a tu s con f i g−r e f="Twitter" s t a tu s="Detected
Alert ’#[message.inboundProperties[’eventPatternName ’]]’ (#[
message.id])" doc:name="Twitter"/>




Este patro´n permite detectar un posible caso de incendio en un hogar. El Listado 7.3
muestra el co´digo EPL generado para este patro´n, donde se comprueba si una vez analizada
la temperatura de un hogar, en el minuto siguiente se observa que la temperatura ha
aumentado en ma´s de 20ºC. En caso afirmativo se creara´ un evento complejo de tipo
Fire(home, locationName, initialTemperature, timestamp, finalTemperature).
Listado 7.3: Fichero Fire.epl generado por el editor de patrones.
@Name(’Fire’ )
i n s e r t i n to F i re
s e l e c t a2 . home as home ,
a2 . l o c a t i o n . name as locationName ,
a1 . temperature as in i t i a lTemperature ,
a2 . timestamp as timestamp ,
a2 . temperature as f ina lTemperature
from pattern [ every ( a1 = HomeEvent −> ( t im e r : i n t e r v a l (1 minutes ) and a2 =
HomeEvent ( ( a2 . home = a1 . home and ( a2 . temperature − a1 . temperature ) > 20) )
) ) ]
En cuanto al co´digo de las acciones generado por el editor, el Listado 7.4 presenta
el co´digo XML con la accio´n de env´ıo a la cuenta Twitter cuando se detecte un evento
complejo de tipo Fire.
Listado 7.4: Fichero Fire.action generado por el editor de patrones.
<?xml version="1.0" encoding="UTF-8"?>
<mule xmln s : tw i t t e r="http://www.mulesoft.org/schema/mule/twitter"






xmlns : spr ing="http://www.springframework.org/schema/beans" version="EE
-3.4.1"
xmlns :x s i="http://www.w3.org/2001/XMLSchema -instance"












<f l ow name="Fire">





Patro´n de Corte Ele´ctrico
Este patro´n avisara´ cuando se produzca un corte del suministro ele´ctrico en un ho-
gar. El Listado 7.5 muestra el co´digo EPL generado para este patro´n, donde se com-
prueba si en un momento determinado el consumo energe´tico es mayor que 0 vatios y,
seguidamente, el consumo energe´tico en ese mismo hogar es igual a 0. En caso afirmativo
se creara´ un evento complejo de tipo PowerFailure(home, locationName, timestamp,
initialEnergyConsumption, finalEnergyConsumption).
Listado 7.5: Fichero PowerFailure.epl generado por el editor de patrones.
@Name(’PowerFailure’ )
i n s e r t i n to PowerFai lure
s e l e c t a2 . home as home ,
a2 . l o c a t i o n . name as locationName ,
a2 . timestamp as timestamp ,
a1 . energyConsumption as in it ia lEnergyConsumption ,
a2 . energyConsumption as f inalEnergyConsumption
from pattern [ every ( a1 = HomeEvent ( a1 . energyConsumption > 0) −> a2 =
HomeEvent ( ( a2 . home = a1 . home and a2 . energyConsumption = 0) ) ) ]
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Por otro lado, el Listado 7.6 presenta el co´digo XML con la accio´n de env´ıo por correo
electro´nico cuando se detecte un evento complejo de tipo PowerFailure.
Listado 7.6: Fichero PowerFailure.action generado por el editor de patrones.
<?xml version="1.0" encoding="UTF-8"?>






xmlns : spr ing="http://www.springframework.org/schema/beans" version="EE
-3.4.1"
xmlns :x s i="http://www.w3.org/2001/XMLSchema -instance"












<f l ow name="PowerFailure">
<proces sor−chain>
<set−payload value="Detected Alert ’#[message.inboundProperties
[’eventPatternName ’]]’: #[payload]" doc:name="Set Email Body"
/>
<smtps:outbound−endpoint host="smtp.uca.es" port="465" user="
****" password="****" to="juan.boubeta@uca.es" from="juan.





Patro´n de Olvido del Apagado de una Televisio´n
Este patro´n trata de detectar la situacio´n en la que los habitantes de un hogar han
olvidado apagar la televisio´n antes de salir de casa. El Listado 7.7 muestra el co´digo EPL
generado para este patro´n, donde se comprueba si la televisio´n permanece encendida inin-
terrumpidamente durante 6 horas. En caso afirmativo se creara´ un evento complejo de tipo
IrresponsibleTelevisionUse(home, locationName, timestamp).
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Listado 7.7: Fichero IrresponsibleTelevisionUse.epl generado por el editor de patrones.
@Name(’IrresponsibleTelevisionUse’ )
i n s e r t i n to I r r e s p on s i b l eTe l e v i s i o nUs e
s e l e c t a2 . home as home ,
a2 . l o c a t i o n . name as locationName ,
a2 . timestamp as timestamp
from pattern [ every ( a1 = HomeEvent ( a1 . tvConsumption >= 20) −> (
t im e r : i n t e r v a l (6 hours ) and not a2 = HomeEvent ( ( a2 . home = a1 . home and a2 .
tvConsumption < 20) ) ) ) ]
En cuanto al co´digo de las acciones generado por el editor, el Listado 7.8 muestra el
co´digo XML con la accio´n de env´ıo por correo electro´nico cuando se detecte un evento
complejo de tipo IrresponsibleTelevisionUse.
Listado 7.8: Fichero IrresponsibleTelevisionUse.action generado por el editor de patrones.
<?xml version="1.0" encoding="UTF-8"?>






xmlns : spr ing="http://www.springframework.org/schema/beans" version="EE
-3.4.1"
xmlns :x s i="http://www.w3.org/2001/XMLSchema -instance"












<f l ow name="IrresponsibleTelevisionUse">
<proces sor−chain>
<set−payload value="Detected Alert ’#[message.inboundProperties
[’eventPatternName ’]]’: #[payload]" doc:name="Set Email Body"
/>
<smtps:outbound−endpoint host="smtp.uca.es" port="465" user="
****" password="****" to="juanboubet@hotmail.com" from="juan.





122 Cap´ıtulo 7. Casos de Estudio
7.1.7. Deteccio´n y Notificacio´n de Situaciones Cr´ıticas o
Relevantes
Con la finalidad de que puedan detectarse y notificarse las situaciones cr´ıticas o relevan-
tes sobre domo´tica modeladas gra´ficamente, es requisito indispensable que el co´digo EPL
de los patrones se registre en el motor Esper y, adema´s, el co´digo XML de sus acciones
se an˜ada al ESB Mule. Esto se llevara´ a cabo de forma automa´tica, siempre y cuando el
usuario haya seleccionado new-eventpattern como directorio de la aplicacio´n Mule donde
deben crearse los ficheros EPL y new-action como directorio donde deben crearse dichos
ficheros XML. Esto sera´ gestionado por los flujos Mule EventPatternAdditionToEsper y
ActionForEventPatternAdditionToMule, respectivamente (ve´ase la Seccio´n 6.4).
Por otra parte, el flujo ComplexEventReceptionAndDecisionMaking recibira´ todos los
eventos complejos detectados encarga´ndose, posteriormente, de realizar todas las acciones
an˜adidas para los patrones que hayan creado estos eventos.
7.2. Caso de Estudio sobre Seguridad en Redes
Las redes de ordenadores se han convertido en elementos cr´ıticos de las infraestructuras
IT (Information Technology) actuales, debido a que la aparicio´n de fallos o los ataques
realizados sobre estas redes pueden tener grandes repercusiones tanto a nivel econo´mico
como en la propia vida de las personas [Gad12a]. Por ello, es primordial el ana´lisis y la
monitorizacio´n de estas redes de ordenadores, as´ı como del tra´fico que fluye por ellas, con
el objetivo de prevenir, o al menos detectar lo antes posible, estas situaciones cr´ıticas.
La captura de paquetes de red es uno de los me´todos existentes en la actualidad para
obtener los datos de redes TCP/IP que podra´n ser posteriormente tratados por sistemas
espec´ıficos como los analizadores de paquetes (o sniffers). Sin embargo, existen dos grandes
retos a los que los sistemas informa´ticos, en general, deben enfrentarse: la ingente cantidad
de informacio´n que deben manipular continuamente y la necesidad de procesarla lo antes
posible. Con el propo´sito de paliar estos problemas, se ha propuesto en [Gad12a] el uso de
CEP; gracias a la definicio´n de patrones de eventos podra´n detectarse situaciones cr´ıticas
en el a´mbito de la seguridad en redes como pueden ser la congestio´n del tra´fico de red o el
ataque de denegacio´n de servicios, entre otros.
As´ı pues, en este caso de estudio tambie´n se hace uso del enfoque propuesto en el
Cap´ıtulo 3 pero aplicando, esta vez, la propuesta de integracio´n de CEP en SOA 2.0,
presentada en el Cap´ıtulo 6, al a´mbito de la seguridad en redes.
Como productor de eventos se ha escogido un generador de eventos de paquetes de red,
desarrollado por Ruediger Gad, dentro del Grupo de Investigacio´n IT Security, Network
Security and Privacy de la University of Applied Sciences Frankfurt am Main (Alemania).
Este generador de eventos esta´ escrito en Clojure [Hic14] y utiliza la biblioteca jNetP-
cap [Tec14] para la captura de los paquetes de red. Fundamentalmente, conforme captura
estos paquetes los va filtrando a partir de unas reglas simples definidas internamente co-
mo, por ejemplo, si se trata de un paquete TCP y, adema´s, la bandera (flag) SYN o FIN
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esta´ activada. Entonces, estos paquetes filtrados son enviados a una cola de mensajes;
concretamente, se utiliza Apache ActiveMQ [Apa14a], uno de los agentes JMS de co´digo
abierto ma´s populares en la actualidad, como infraestructura de comunicacio´n donde el
intercambio de mensajes, en esta caso, se realizara´ utilizando el modelo publicador/sus-
criptor mediante el uso de los denominados topics. De hecho, este generador utiliza un
topic diferente por cada tipo de evento que manipule. En particular, el topic denominado
sniffer.header.parsed es donde se deposita cada evento proveniente del sniffer que contie-
ne los datos de la cabecera del paquete capturado que ha causado este evento y que ha
sido transformado a formato Map<String, Object>. Como consumidor de eventos se ha
establecido u´nicamente el servicio de correo electro´nico.
Posteriormente, se detalla la implementacio´n del flujo Mule que permite obtener y
gestionar los eventos desde dicho generador de eventos y su integracio´n con la arquitectura
descrita en el Cap´ıtulo 6, seguido de los pasos a llevar a cabo, segu´n el enfoque definido
en el Cap´ıtulo 3, desde que el experto en el dominio define el dominio sobre seguridad
en redes hasta que los usuarios reciben las notificaciones en tiempo real de las situaciones
acontecidas en las que este´n interesados.
7.2.1. Recepcio´n y Gestio´n de Eventos Provenientes de un
Generador de Paquetes de Red
Tal y como se indico´ con anterioridad, la arquitectura propuesta en el Cap´ıtulo 6 es
extensible a distintos dominios de aplicacio´n, requiriendo u´nicamente la implementacio´n
de un nuevo flujo Mule espec´ıfico que permita conectar dicha arquitectura con el produc-
tor de eventos correspondiente. Por este motivo, se ha implementado el flujo denomina-
do EventReceptionAndManagement-NetworkAnalysis que permite integrar el generador de
eventos de paquetes de red seleccionado en este caso de estudio —el productor de eventos—
con Mule (ve´ase la Figura 7.9).
Este flujo esta´ compuesto por un endpoint JMS de entrada, un procesador de mensajes
collection splitter y, finalmente, un componente de referencia al flujo DomainDynamicGe-
nerationAndEventSendingToEsper.
El endpoint JMS es el responsable de establecer la comunicacio´n entre el generador
de eventos y Mule. JMS es una API que hace posible que la comunicacio´n entre distintos
componentes de una aplicacio´n distribuida presente un bajo acoplamiento y sea fiable y
as´ıncrona. Esta API soporta dos tipos de modelos de mensajer´ıa: queues, que son punto
a punto, y topics, que se basan en el modelo publicador/suscriptor. En un modelo punto
a punto, un emisor env´ıa mensajes a una cola espec´ıfica y un receptor lee los mensajes
desde una cola, por lo cual, el emisor conoce el destino del mensaje y env´ıa el mensaje
directamente a la cola del receptor. Por otro lado, en el modelo publicador/suscriptor se
env´ıan los mensajes a un topic de mensajes espec´ıfico y son los suscriptores los que deben
mostrar su intere´s en recibir los mensajes desde este topic, modelo que se caracteriza porque
no existe ninguna relacio´n directa entre los productores y los consumidores. La principal
ventaja de usar un topic estriba en que varios consumidores pueden recibir un mismo
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Figura 7.9: Implementacio´n del flujo de recepcio´n y gestio´n de eventos del caso de estudio
sobre seguridad en redes.
mensaje, al contrario que cuando se usa una queue, donde u´nicamente un consumidor
obtendra´ el mensaje.
Ba´sicamente, se ha configurado dicho endpoint especificando que el tipo de agente JMS
a utilizar sea Apache ActiveMQ con el topic sniffer.header.parsed, precisamente donde
este generador depositara´ los eventos conforme los vaya creando. Gracias a esta sencilla
configuracio´n, se ha logrado conectar el generador de eventos con Mule.
Es importante destacar que cada mensaje recibido en Mule desde el generador consiste
en una coleccio´n formada por varios eventos simples en formato Map<String, Object>. Por
esta razo´n, se ha conectado el endpoint con el procesador de mensajes collection splitter, que
se encargara´ de separar todo el contenido del mensaje en varios eventos simples. La clave
de este map de tipo String registrara´ el nombre del tipo de evento (sniffer.header.parsed)
mientras que el valor de tipo Object sera´, a su vez, otro map de tipo Map<String, Object>
que almacenara´ todas las propiedades de dicho evento, registra´ndose cada nombre de la
propiedad con su respectivo valor.
Debido a que el productor de eventos ya proporciona los datos en formato Map<String,
Object>, en este caso de estudio, a diferencia del caso de estudio sobre domo´tica, no ha
sido necesaria la implementacio´n de ningu´n transformador.
Finalmente, el componente de referencia de flujo enviara´ cada evento simple de tipo
sniffer.header.parsed al flujo DomainDynamicGenerationAndEventSendingToEsper, el cual
se encargara´ de generar el dominio CEP automa´ticamente as´ı como enviar estos eventos al
motor CEP para su procesamiento.
A partir de este momento, la arquitectura ya podra´ analizar y procesar informacio´n
proveniente del generador de eventos de paquetes de red. No obstante, si lo que se pretende
es, adema´s, detectar situaciones cr´ıticas y/o relevantes para este dominio y notificarlas a los
sistemas y usuarios interesados, entonces debera´n incorporarse al motor CEP los patrones
de eventos para llevar a cabo dicha deteccio´n. Seguidamente, se detallan los pasos a seguir
para lograrlo.
7.2.2. Definicio´n del Modelo de Dominio CEP
Un experto en el dominio de seguridad en redes sera´ el responsable de definir gra´fica-
mente el dominio CEP conforme al metamodelo descrito en la Seccio´n 4.2.1. Este dominio
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estara´ compuesto por los tipos de eventos y propiedades que describan el dominio sobre
seguridad en redes; concretamente, el tipo de evento sniffer.header.parsed con sus propie-
dades (ve´ase la Tabla 7.3).
Tabla 7.3: Propiedades del tipo de evento sniffer.header.parsed.
Propiedad Tipo Descripcio´n
ts Long Fecha y hora en las que el paquete se ha capturado.
len Long La longitud del paquete.
ethSrc String
La direccio´n Ethernet de origen —direccio´n MAC (Media
Access Control).
ethDst String La direccio´n Ethernet de destino —direccio´n MAC.
arpOpDesc String
La descripcio´n de la operacio´n ARP (Address Resolution Pro-
tocol).
arpTargetMac String La direccio´n MAC de destino ARP.
arpTargetIp String La direccio´n IP de destino ARP.
arpSourceMac String La direccio´n MAC de origen ARP.
arpSourceIp String La direccio´n IP de origen ARP.
ipSrc String La direccio´n IP de origen.
ipDst String La direccio´n IP de destino.
ipVer Long La versio´n IP (4 o 6).
ipId Long El identificador IP.
ipTtl Long El tiempo de vida IP.
ipChecksum Long La suma de verificacio´n IP.
icmpEchoSeq Long
El nu´mero de secuencia eco ICMP (Internet Control Message
Protocol).
icmpType String El tipo de paquete ICMP (peticio´n o respuesta eco).
tcpSrc Long El puerto TCP de origen.
tcpDst Long El puerto TCP de destino.
tcpAck Long El nu´mero de acuse de recibo TCP.
tcpSeq Long El nu´mero de secuencia TCP.
tcpFlags Long Las banderas TCP: SYN, ACK...
tcpTsval Long Fecha y hora TCP.
tcpTsecr Long La respuesta eco de fecha y hora TCP.
udpDst Long El puerto UDP (User Datagram Protocol) de destino.
udpSrc Long El puerto UDP de origen.
Al igual que se ha comentado para el caso de estudio sobre domo´tica, esta tarea
podra´ ser realizada por el experto en el dominio bien utilizando el editor gra´fico de domi-
nios CEP (ve´ase el Cap´ıtulo 4) o bien directamente mediante el editor gra´fico de patrones
de eventos (ve´ase el Cap´ıtulo 5), ya que este editor, adema´s de ofrecer sus funcionalidades
propias de gestio´n de patrones, tambie´n permite la definicio´n de un modelo de dominio
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CEP, siempre y cuando el editor todav´ıa no haya sido reconfigurado para un dominio en
particular. En esta ocasio´n, se ha optado por utilizar directamente el editor gra´fico de
patrones de eventos; por consiguiente, una vez disen˜ado, validado y guardado el dominio
de seguridad, este editor se reconfigurara´ automa´ticamente sin requerir ninguna operacio´n
adicional.
Del mismo modo a como se proceder´ıa con el editor de dominios, el dominio CEP
puede crearse de dos formas distintas utilizando el editor de patrones: manualmente —
opcio´n del menu´ CEP Domain > New...— lo que implica que el experto debe definir el
tipo de evento sniffer.header.parsed y sus propiedades haciendo uso de las herramientas
Event y EventProperty disponibles en la paleta del editor; dina´micamente —opcio´n del
menu´ CEP Domain > Auto-detect Domain— que generara´ automa´ticamente el dominio
gra´fico a partir del tipo de eventos inferido desde los eventos que viajen por el flujo Do-
mainDynamicGenerationAndEventSendingToEsper del ESB.
Se ha optado por la generacio´n automa´tica del dominio, realiza´ndose seguidamente algu-
nas modificaciones sobre el mismo. En concreto, se ha asignado el nombre network-analysis
al dominio formado u´nicamente por el tipo de eventos inferido —sniffer.header.parsed—,
as´ı como una descripcio´n textual. Adema´s, se ha asociado este tipo de eventos con un
icono gra´fico para mejorar la usabilidad, de modo que cualquier usuario pueda reconocerlo
de una forma intuitiva. La Figura 7.10 ilustra el dominio CEP modelado sobre seguridad;
te´ngase en cuenta que no se muestra la imagen completa del tipo de evento por razones
de espacio. Todas sus propiedades se encuentran definidas en la Tabla 7.3. Como puede
observarse, algunas de estas propiedades han sido reordenadas en el modelo gra´fico para
situar en las primeras posiciones aquellas que se referenciara´n en los patrones de eventos
propuestos.
7.2.3. Validacio´n y Almacenamiento del Modelo de Dominio
CEP
Posteriormente al disen˜o del dominio de seguridad, se ha validado este automa´ticamente
a partir de las restricciones definidas en la Seccio´n 4.2.1, y se ha guardado en el sistema
tras comprobarse que el modelo es correcto y que no incumple ninguna de las restricciones.
Para ejecutar estas funcionalidades se ha seleccionado la opcio´n del menu´ CEP Domain >
Save and Validate del editor gra´fico de patrones.
Una vez disen˜ado, validado y guardado dicho dominio, este editor se reconfigurara´ au-
toma´ticamente sin requerir ninguna operacio´n adicional. A partir de este momento, el
usuario que as´ı lo requiera podra´ proceder al modelado de patrones de eventos para el
a´mbito de la seguridad en redes.
7.2.4. Definicio´n de Modelos de Patro´n de Eventos
Para que la definicio´n gra´fica de patrones de eventos sobre seguridad en redes pueda
llevarse a cabo, es necesario que previamente se haya reconfigurado el editor gra´fico de
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Figura 7.10: Dominio CEP de seguridad en redes.
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patrones con el dominio network-analysis. Esto provocara´ que se an˜ada automa´ticamen-
te el tipo de eventos sniffer.header.parsed como una herramienta ma´s en la paleta del
editor, posiciona´ndose en el grupo de herramientas denominado Simple Events (ve´ase la
Figura 7.11). Por lo tanto, cuando el usuario necesite describir alguna condicio´n de patro´n
donde sniffer.header.parsed deba estar presente, hara´ uso de dicha herramienta para an˜adir
este tipo de eventos en el canvas del editor.
Como se ha comentado previamente, gracias a esta personalizacio´n dina´mica de la pa-
leta del editor, se aumenta considerablemente la usabilidad y experiencia del usuario final
al no tener que preocuparse de co´mo representar el tipo de eventos y sus propiedades;
simplemente debera´ usarlo tal cual sea visualizado en el canvas. Por otro lado, esto pro-
porciona otra ventaja fundamental: el usuario final no puede realizar ninguna modificacio´n
sobre el tipo de eventos dado, ya que esto conllevar´ıa a la creacio´n de patrones de eventos
inconsistentes, al usarse definiciones distintas para un mismo tipo de eventos.
A continuacio´n, se detallan los patrones de eventos definidos gra´ficamente en este caso
de estudio para la deteccio´n de situaciones relevantes en el a´mbito de la seguridad en redes,
ma´s espec´ıficamente, icmp echo request, icmp echo reply e icmp ping reponse time.
Patro´n de ICMP Echo Request
A continuacio´n, se describe el patro´n de icmp echo request que se pretende modelar con
el editor gra´fico de patrones de eventos:
Nombre: icmp echo request.
Descripcio´n: Este patro´n permite detectar un mensaje de control que se env´ıa a un
host con el propo´sito de recibir de e´l una respuesta eco (o mensaje echo-reply).
Condiciones del patro´n:
 El valor de la propiedad icmpType de un evento sniffer.header.parsed debe ser
igual al valor echo request.
Nuevo evento complejo: icmp echo request. Se creara´ un nuevo evento complejo
con las siguientes propiedades:
 timestamp: la fecha y la hora en la que se ha producido el evento
sniffer.header.parsed seleccionado (propiedad ts), medido en nanosegundos.
 source: el mismo valor de la propiedad ipSrc del evento sniffer.header.parsed.
 destination: el mismo valor de la propiedad ipDst del evento
sniffer.header.parsed.
Acciones:
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Figura 7.11: Paleta del editor reconfigurable personalizada con el dominio de seguridad.
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 Email : cada nuevo evento complejo de tipo icmp echo request creado, tras el
cumplimiento de las condiciones del patro´n, sera´ enviado a la direccio´n o di-
recciones de correo electro´nico especificadas en el componente Email (atributo
To). Para ello, debera´ indicarse tambie´n informacio´n sobre la direccio´n del emi-
sor del mensaje, el host y el puerto, el nombre de usuario y contrasen˜a, as´ı como
el asunto del correo, por ejemplo, Alert: ICMP Echo Request.
La Figura 7.12 presenta el modelo de este patro´n disen˜ado con el editor de patrones.
Como puede observarse, se ha asignado una imagen al icono que representara´ al nuevo
tipo de evento complejo icmp echo request. El evento sniffer.header.parsed no se muestra
al completo por razones de espacio.
Patro´n de ICMP Echo Reply
Seguidamente, se describe el patro´n de icmp echo reply que se pretende modelar con el
editor gra´fico de patrones de eventos:
Nombre: icmp echo reply.
Descripcio´n: Este patro´n permite detectar un mensaje de control generado como
respuesta a una peticio´n eco (o mensaje echo-request).
Condiciones del patro´n:
 El valor de la propiedad icmpType de un evento sniffer.header.parsed debe ser
igual al valor echo reply.
Nuevo evento complejo: icmp echo reply. Se creara´ un nuevo evento complejo con
las siguientes propiedades:
 timestamp: la fecha y la hora en la que se ha producido el evento
sniffer.header.parsed seleccionado (propiedad ts), medido en nanosegundos.
 source: el mismo valor de la propiedad ipSrc del evento sniffer.header.parsed.
 destination: el mismo valor de la propiedad ipDst del evento
sniffer.header.parsed.
Acciones:
 Email : cada nuevo evento complejo de tipo icmp echo reply creado sera´ enviado
a la direccio´n o direcciones de correo electro´nico especificadas en el componente
Email.
La Figura 7.13 ilustra el modelo de este patro´n disen˜ado con el editor de patrones. Como
puede observarse, se ha asignado una imagen al icono que representara´ al nuevo tipo de
evento complejo icmp echo reply. El evento sniffer.header.parsed no se muestra al completo
por razones de espacio.
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Patro´n de ICMP Ping Response Time
A continuacio´n, se describe el patro´n de icmp ping response time que se pretende mo-
delar con el editor gra´fico de patrones de eventos:
Nombre: icmp ping response time.
Descripcio´n: Este patro´n permite calcular la diferencia temporal entre la ocurrencia
de un mensaje ICMP echo request y un mensaje ICMP echo reply.
Condiciones del patro´n:
 A cada evento complejo icmp echo request (generado por el patro´n de icmp -
echo request) le sigue temporalmente un evento complejo icmp echo reply (ge-
nerado por el patro´n de icmp echo reply).
 Adicionalmente, se cumple que el valor de la propiedad source del evento comple-
jo icmp echo reply es igual al de la propiedad destination del evento complejo
icmp echo request y, adema´s, el valor de la propiedad destination del evento
icmp echo reply es igual al de la propiedad source del evento icmp echo request.
Nuevo evento complejo: icmp ping response time. Se creara´ un nuevo evento com-
plejo con las siguientes propiedades:
 requestTimestamp: el valor de la propiedad timestamp del evento complejo
icmp echo request.
 responseTimestamp: el valor de la propiedad timestamp del evento complejo
icmp echo reply.
 time: la diferencia del timestamp del evento complejo icmp echo reply menos
el timestamp del evento complejo icmp echo request, esto es, la diferencia del
tiempo en el que se ha detectado el evento icmp echo reply menos el tiempo en
el que se ha detectado el evento icmp echo request.
 source: el valor de la propiedad source del evento complejo icmp echo request.
 destination: el valor de la propiedad destination del evento complejo icmp echo -
request.
Acciones:
 Email : cada nuevo evento complejo de tipo icmp ping response time creado
sera´ enviado a la direccio´n o direcciones de correo electro´nico especificadas en
el componente Email.
La Figura 7.14 presenta el modelo de este patro´n disen˜ado con el editor de patrones. Como
puede observarse, se ha asignado una imagen al icono que representara´ al nuevo tipo de
evento complejo icmp ping response time.
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7.2.5. Validacio´n y Almacenamiento de Modelos de Patro´n de
Eventos
Conforme se ha ido modelando cada patro´n de seguridad detallado anteriormente, se
ha validado automa´ticamente a partir de las restricciones definidas en la Seccio´n 5.2.1, y se
ha guardado en el sistema tras comprobarse que el modelo es correcto y que no incumple
ninguna de las restricciones. Para ejecutar estas funcionalidades se ha seleccionado la opcio´n
del menu´ Event Patterns > Save and Validate del editor gra´fico de patrones.
Tras el almacenamiento de cada modelo de patro´n en el sistema, se ha reconfigurado
automa´ticamente la paleta del editor, an˜adie´ndose el nuevo tipo de evento complejo definido
en cada modelo como una herramienta ma´s dentro del grupo de herramientas denominado
Complex Events (ve´ase la Figura 7.15). Por lo tanto, cuando el usuario necesite describir
alguna condicio´n de patro´n en la cual deba estar presente alguno de los tipos de eventos
complejos disen˜ados previamente, hara´ uso de las herramientas de eventos complejos de la
paleta del editor para an˜adir estos tipos de eventos en el canvas del editor. De esta forma es
precisamente como se ha definido el modelo del patro´n de icmp ping response time (ve´ase
la Figura 7.14): los tipos de eventos complejos icmp echo request y icmp echo reply, junto
con sus propiedades, requeridos para definir el patro´n de icmp ping response time han sido
an˜adidos al modelo utilizando sus herramientas correspondientes de la paleta del editor.
El hecho de que la paleta del editor se reconfigure automa´ticamente facilita al usuario la
descripcio´n de patrones de eventos de una forma amigable, as´ı como el disen˜o de jerarqu´ıas
de patrones de eventos, como se ha demostrado durante el modelado de los patrones de
seguridad.
Posteriormente, se ha procedido a la exportacio´n de estos patrones de eventos. Para
ello, se ha utilizado la opcio´n del menu´ File > Export Event Patterns, obtenie´ndose un
archivo ZIP, denominado network-analysis patterns.zip, que contiene tanto los modelos de
los patrones de eventos (modelos EMF) y sus ficheros de diagrama junto con las ima´genes
a las que hagan referencia dichos modelos de patro´n, como el modelo de dominio (modelo
EMF) para el que se ha definido estos patrones, su fichero de diagrama y las ima´genes a
las que haga referencia dicho modelo de dominio.
7.2.6. Transformacio´n de Modelos de Patro´n de Eventos a
Co´digo
Tras el disen˜o, la validacio´n y el almacenamiento de los patrones de eventos podra´ gene-
rarse de forma automa´tica tanto el co´digo EPL de los patrones que deben ser an˜adidos en
tiempo de ejecucio´n en el motor Esper, como el co´digo XML correspondiente a las acciones
que deben llevarse a cabo en el ESB Mule cuando se detecten dichos patrones. Para lograr-
lo, se seleccionara´ la opcio´n del menu´ del editor Event Patterns > Generate and Deploy
Pattern Code.
Al utilizar esta opcio´n, se pedira´ al usuario que elija el directorio donde desea que el
editor cree los ficheros con extensio´n .epl con el co´digo de los patrones, y el directorio
donde desea que se registren los ficheros .action con las acciones de los patrones.
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Figura 7.15: Paleta del editor reconfigurable personalizada con los eventos complejos de
seguridad.
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A continuacio´n, se especifican los ficheros .epl y .action generados automa´ticamente
para cada uno de los patrones de seguridad definidos y modelados en la Seccio´n 7.2.4.
Patro´n de ICMP Echo Request
Este patro´n permite detectar un mensaje de control ICMP que se env´ıa a un host con el
propo´sito de recibir de e´l una respuesta eco (o mensaje echo-reply). El Listado 7.9 muestra
el co´digo EPL generado para este patro´n.
Listado 7.9: Fichero icmp echo request.epl generado por el editor de patrones.
@Name(’icmp_echo_request’ )
i n s e r t i n to i cmp echo reques t
s e l e c t a1 . t s as timestamp ,
a1 . ipSrc as source ,
a1 . ipDst as d e s t i n a t i on
from s n i f f e r . header . parsed a1
where a1 . icmpType = ’echo request’
A diferencia de los patrones de eventos de domo´tica, en este patro´n no se ha generado
la cla´usula from pattern. Esto es debido a que no se ha incluido ningu´n operador ni
temporizador de patro´n en el modelo. En su lugar se ha utilizado la cla´usula from donde se
indica para que´ tipo de evento —sniffer.header.parsed— se desea establecer las condiciones,
asocia´ndosele el alias a1. La condicio´n a determinar en este patro´n —el valor de la propiedad
icmpType de un evento sniffer.header.parsed debe ser igual al valor echo request— se ha
especificado haciendo uso de la cla´usula where.
Finalmente, se seleccionan las siguientes propiedades: el tiempo de registro, la IP ori-
gen y la IP destino. Con estas propiedades se crea un nuevo evento complejo de tipo
icmp echo request(timestamp, source, destination) y se inserta en un nuevo flujo
de eventos de Esper con la misma denominacio´n que el evento complejo.
Por otra parte, el editor de patrones ha creado el fichero icmp echo request.action con el
co´digo XML correspondiente a las acciones definidas gra´ficamente para este patro´n. Cabe
destacar que este fichero es ide´ntico al fichero PowerFailure.action (ve´ase el Listado 7.6),
excepto en el nombre del flujo, que se denomina icmp echo request, y las direcciones de
correo a las que se desean enviar los eventos complejos icmp echo request detectados.
Patro´n de ICMP Echo Reply
Este patro´n permite detectar un mensaje de control generado como respuesta a una
peticio´n eco (o mensaje echo-request). El Listado 7.10 muestra el co´digo EPL generado
para este patro´n.
Este co´digo es muy similar al del patro´n de icmp echo request, excepto en la condicio´n
establecida: el valor de la propiedad icmpType del evento sniffer.header.parsed debe ser
igual al valor echo reply. El tipo de evento complejo que creara´ este patro´n es el siguiente:
icmp echo reply(timestamp, source, destination).
138 Cap´ıtulo 7. Casos de Estudio
Listado 7.10: Fichero icmp echo reply.epl generado por el editor de patrones.
@Name(’icmp_echo_reply’ )
i n s e r t i n to i cmp echo rep ly
s e l e c t a1 . t s as timestamp ,
a1 . ipSrc as source ,
a1 . ipDst as d e s t i n a t i on
from s n i f f e r . header . parsed a1
where a1 . icmpType = ’echo reply’
Adicionalmente, el editor de patrones ha creado el fichero icmp echo reply.action con el
co´digo XML correspondiente a las acciones definidas gra´ficamente para este patro´n. Este
fichero es tambie´n ide´ntico al fichero PowerFailure.action (ve´ase el Listado 7.6), excepto
en el nombre del flujo, que se denomina icmp echo reply, y las direcciones de correo a las
que se desean enviar los eventos complejos icmp echo reply detectados.
Patro´n de ICMP Ping Response Time
Este patro´n permite calcular la diferencia temporal entre la ocurrencia de un mensaje
ICMP echo request y un mensaje ICMP echo reply. El Listado 7.11 muestra el co´digo EPL
generado para este patro´n.
Listado 7.11: Fichero icmp ping response time.epl generado por el editor de patrones.
@Name(’icmp_ping_response_time’ )
i n s e r t i n to i cmp p ing re sponse t ime
s e l e c t a1 . timestamp as requestTimestamp ,
a2 . timestamp as responseTimestamp ,
( a2 . timestamp − a1 . timestamp ) as time ,
a1 . source as source ,
a1 . d e s t i n a t i on as d e s t i n a t i on
from pattern [ ( every a1 = icmp echo reques t −> a2 = icmp echo rep ly ( ( a2 .
source = a1 . d e s t i n a t i on and a2 . d e s t i n a t i on = a1 . source ) ) ) ]
En este patro´n s´ı se han usado operadores de patro´n; por consiguiente, se ha generado
la cla´usula from pattern. Aqu´ı es donde se determinan las condiciones del patro´n: para
cada (every) evento complejo de tipo icmp echo request —al que se le ha asignado el alias
a1— debe seguirle temporalmente un evento complejo de tipo icmp echo reply —al que
se le ha asignado el alias a2— en el que el valor de su propiedad source sea igual al de
la propiedad destination del evento icmp echo request y, adema´s, el valor de su propiedad
destination sea igual al de la propiedad source del evento icmp echo request.
Si se cumplen estas condiciones, entonces se creara´ un nuevo evento comple-
jo de tipo icmp ping response time(requestTimestamp, responseTimestamp, time,
source, destination) en el que la propiedad requestTimestamp coincide con el valor
del tiempo de registro del evento icmp echo request, la propiedad responseTimestamp es
igual al tiempo de registro del evento icmp echo reply, la propiedad time es el resultado de
calcular la diferencia del tiempo de registro del evento icmp echo reply menos el tiempo de
registro del evento icmp echo request, y las propiedades source y destination coinciden
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con las mismas propiedades del evento icmp echo request. Este evento complejo creado se
insertara´ en un nuevo flujo de eventos de Esper con el mismo nombre: icmp ping respon-
se time.
Finalmente, el editor de patrones ha creado el fichero icmp ping response time.action
con el co´digo XML correspondiente a las acciones definidas gra´ficamente para este patro´n.
El co´digo incluido en este fichero es similar al incluido en el fichero PowerFailure.action
(ve´ase el Listado 7.6), excepto en el nombre del flujo, que se denomina icmp ping response -
time, y las direcciones de correo a las que se desean enviar los eventos complejos icmp -
ping response time detectados.
7.2.7. Deteccio´n y Notificacio´n de Situaciones Cr´ıticas o
Relevantes
Con el objeto de que puedan detectarse y notificarse las situaciones cr´ıticas o relevantes
sobre seguridad modeladas gra´ficamente, es requisito indispensable que el co´digo EPL de
los patrones se registre en el motor Esper y, adema´s, el co´digo XML de sus acciones se
an˜ada al ESB Mule. Esto se llevara´ a cabo de forma automa´tica, siempre y cuando el
usuario haya seleccionado new-eventpattern como directorio de la aplicacio´n Mule donde
deben crearse los ficheros EPL y new-action como directorio donde deben crearse dichos
ficheros XML. Esto sera´ gestionado por los flujos Mule EventPatternAdditionToEsper y
ActionForEventPatternAdditionToMule, respectivamente (ve´ase la Seccio´n 6.4).
Por otro lado, el flujo ComplexEventReceptionAndDecisionMaking recibira´ todos los
eventos complejos detectados encarga´ndose, posteriormente, de ejecutar todas las acciones
an˜adidas para los patrones que hayan creado estos eventos.
7.3. Conclusiones
En este cap´ıtulo se han desarrollado dos casos de estudio en los que se ha aplicado
el enfoque dirigido por modelos para el procesamiento de eventos complejos en SOA 2.0,
propuesto en esta tesis doctoral. Mientras que el primer caso de estudio trata de detectar
situaciones cr´ıticas en el a´mbito de la domo´tica, el segundo se centra en el a´mbito de la
seguridad en redes.
En cuanto al caso de estudio de domo´tica se ha utilizado la plataforma IoT Xively
para la obtencio´n de datos reales provenientes de sensores localizados en tres hogares
ubicados en distintas zonas geogra´ficas, a modo de ejemplo. No obstante, podr´ıan usarse
los datos de otros hogares e incluso integrarse la arquitectura con otras plataformas IoT
como ThingSpeak [Thi14] y con sensores propios.
En el segundo caso de estudio, los datos a ser analizados y procesados provienen de un
generador de eventos desarrollado dentro del Grupo de Investigacio´n IT Security, Network
Security and Privacy de la University of Applied Sciences Frankfurt am Main (Alemania)
con el que colabora el Grupo de Investigacio´n UCASE de Ingenier´ıa del Software de la
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UCA, al que pertenece el doctorando. No obstante, si fuese necesario, se podr´ıa utilizar
otro tipo de productores de eventos en distintos a´mbitos.
Es importante sen˜alar que los patrones de eventos propuestos y modelados en este
cap´ıtulo representan u´nicamente un subconjunto de los que podr´ıan definirse para cada uno
de los dominios tratados. No obstante, suponen una muestra representativa para probar el
enfoque.
Del mismo modo que se han utilizado servicios de correo electro´nico y de redes sociales
como consumidores de eventos, ser´ıa viable la integracio´n de la arquitectura con otros
consumidores como, por ejemplo, actuadores.
Entre las conclusiones ma´s relevantes que pueden desprenderse de los casos presentados
se incluyen las siguientes. Por un lado, el enfoque propuesto es extensible a distintos domi-
nios de aplicacio´n, por lo cual, podra´ aplicarse en un futuro pro´ximo a otros a´mbitos en los
que CEP puede suponer un valor an˜adido, como pueden ser la fabricacio´n (manufacturing)
o la salud.
Por otro lado, el DSML para la definicio´n de dominios CEP y el DSML para la defi-
nicio´n de patrones de eventos propuestos, as´ı como los editores de dominio y de patrones
implementados, abstraen a los usuarios finales de todos los detalles te´cnicos de implemen-
tacio´n referentes a CEP y SOA 2.0, aumentando la usabilidad y la experiencia del usuario.
Esto se traduce en poner, al alcance de cualquier persona sin el conocimiento tecnolo´gico,
no solo la definicio´n, sino tambie´n la notificacio´n en tiempo real, de las situaciones cr´ıticas
y relevantes sobre el dominio en el que este´ interesada.
Cap´ıtulo 8
Evaluacio´n
((Para demostrar algo hay que servirse de experimentos y reflexiones y no de autoridad.))
(Paracelso)
En el Cap´ıtulo 3 se ha presentado un enfoque dirigido por modelos para el procesamiento
de eventos complejos en SOA 2.0. Seguidamente, en los Cap´ıtulos 4 y 5 se han definido unos
DSML para la definicio´n de dominios CEP y patrones de eventos, y se han desarrollado
tanto un editor gra´fico para la definicio´n de dominios CEP como otro para la definicio´n
de patrones de eventos y su generacio´n a co´digo. Estos editores se utilizan en la solucio´n
propuesta para la integracio´n de CEP en SOA 2.0 descrita e implementada en el Cap´ıtulo 6.
As´ı pues, en el presente cap´ıtulo se realiza una evaluacio´n tanto de dichos DSML y
editores gra´ficos como del enfoque dirigido por modelos propuestos en esta tesis doctoral.
8.1. DSML para la Definicio´n de Patrones de Eventos
En esta seccio´n se evalu´an el DSML para la definicio´n de dominios CEP y el DSML para
la definicio´n de patrones de eventos propuestos en los Cap´ıtulos 4 y 5, respectivamente.
Debido a que el metamodelo de patrones de eventos (ve´ase la Seccio´n 5.2.1) engloba tambie´n
el metamodelo de dominios CEP (ve´ase la Seccio´n 4.2.1), esto es, el metamodelo de patrones
de eventos tambie´n posee las mismas metaclases Event y EventProperty del metamodelo
de dominio CEP, se realizara´ la evaluacio´n directamente sobre el DSML para la definicio´n
de patrones de eventos.
Lo que se persigue con este ana´lisis es demostrar que los modelos, que son conformes
al metamodelo de patrones de eventos y creados con el editor gra´fico de patrones, pueden
ser transformados a co´digo implementado en distintos EPL, y no solamente transformados
a co´digo EPL de Esper; ya que el enfoque dirigido por modelos propuesto en esta tesis
doctoral contempla la posibilidad de an˜adir otros motores CEP, aparte de Esper. Esta
posibilidad de reutilizar los mismos modelos para generar co´digo para distintos lenguajes
o plataformas es una de las ventajas clave del desarrollo dirigido por modelos. Conviene
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sen˜alar que se ha optado por la utilizacio´n del EPL de Esper para probar este enfoque
porque es uno de los EPL que ofrecen ma´s operadores de patro´n y uno de los ma´s utilizados
en la actualidad.
Para conseguir dicho propo´sito, se ha realizado un ana´lisis comparativo (ve´ase la Ta-
bla 8.1) en el que para cada metaclase de dicho metamodelo se especifica cua´l ser´ıa su
transformacio´n a co´digo EPL de Esper [Esp14], EPL de Oracle [Ora14], StreamSQL [Str14]
y CCL [Syb14], algunos de los EPL ma´s conocidos en la actualidad. Te´ngase en cuenta que
para los operadores en los que se ha especificado el tiempo en segundos (seconds), podr´ıa
haberse indicado en otras unidades de tiempo, mientras que en los casos en los que no se
ha especificado expl´ıcitamente son tratados en segundos. A continuacio´n, se detallan los
aspectos ma´s significativos de esta comparativa.
Tabla 8.1: Comparativa entre las metaclases del metamodelo de patrones de eventos y sus
equivalencias en co´digo EPL de Esper, EPL de Oracle, StreamSQL y CCL.
Metaclase EPL Esper EPL Oracle StreamSQL CCL
EventPattern from pattern MATCHING FROM PATTERN MATCHING
Condition from FROM FROM FROM
where WHERE WHERE WHERE
ComplexEvent insert into INSERT INTO SELECT INSERT INTO
select SELECT INTO SELECT
ComplexEvent propiedad propiedad propiedad propiedad
Property as alias AS alias AS alias AS alias
TimeInterval timer:interval time interval interval(n) n seconds
(n seconds) (n seconds)
TimeSchedule timer:at time(n) AT n
(*,*,*,*,*,*)
WithinTimer timer:within WITHIN
(n seconds) n SECONDS
Event evento evento evento evento
EventProperty propiedad propiedad propiedad propiedad
Value ’cadena’ ’cadena’ ’cadena’ ’cadena’
nu´mero nu´mero nu´mero nu´mero
true o false true o false TRUE o FALSE TRUE o FALSE
Every every EVERY EVERY
EveryDistinct every-distinct DISTINCT ROWS
FollowedBy -> FOLLOWED BY -> y THEN ,
Range [a:b] BETWEEN a BETWEEN a BETWEEN a
AND b AND b AND b
Repeat [n] BETWEEN 1 BETWEEN 1 n ROWS
AND n AND n
Until until UNTIL
(Continu´a en la pa´gina siguiente)
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(Continu´a de la pa´gina anterior)
Metaclase EPL Esper EPL Oracle StreamSQL CCL
While while FOREACH FOR
And and y , AND AND y && AND y &&
Or or OR OR y || OR y ||
Not not NOT NOT y ! NOT y !
Equal = = == =
GreaterEqual >= >= >= >=
GreaterThan > > > >
LessEqual <= <= <= <=
LessThan < < < <
NotEqual ! = ! = ! = ! = y <>
Addition + + + +
Division / / / /
Modulus % % % mod
Multiplication ∗ ∗ ∗ ∗
Subtraction − − − −
Avg avg AVG avg AVG
Count count COUNT count COUNT
Max max MAX max MAX
Min min MIN min MIN
Sum sum SUM sum SUM
Batching win:time batch RETAIN BATCH WITHIN KEEP EVERY
TimeInterval (n seconds) OF n SECONDS n TIME n SECONDS
Batching win:length RETAIN BATCH WITHIN KEEP EVERY
EventInterval batch(n) OF n EVENTS n ON id n ROWS
Sliding win:time RETAIN SIZE n ADVANCE KEEP
TimeInterval (n seconds) n SECONDS n TIME n SECONDS
Sliding win:length RETAIN SIZE n ADVANCE KEEP
EventInterval (n) n EVENTS n TUPLES n ROWS
En primer lugar, la metaclase EventPatternCondition es la que representa las condi-
ciones que deben cumplirse para detectar una situacio´n cr´ıtica o relevante. Debe tenerse
en cuenta que con la finalidad de abstraer al usuario final de la sintaxis particular de un
EPL, esta metaclase sera´ transformada bien a una cla´usula de tipo bu´squeda —from...
where, en EPL de Esper— utilizada normalmente por este tipo de lenguajes cuando no
se ha incluido en las condiciones ningu´n operador ni operando de tipo patro´n, o bien una
cla´usula de tipo patro´n —from pattern, en EPL de Esper— cuando las condiciones s´ı in-
cluyen algu´n operador u operando espec´ıfico de patrones. Para lograrlo, se ha tenido que
diferenciar estas dos alternativas durante la implementacio´n de las reglas de transforma-
cio´n de los modelos de patrones a co´digo EPL de Esper; de forma que esto sea totalmente
transparente al usuario final.
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Las metaclases ComplexEvent y ComplexEventProperty, que describen el tipo de even-
to complejo a crear cada vez que se detecte el patro´n junto con sus propiedades, esta´n
relacionadas directamente con la cla´usula que se encarga de crear los eventos complejos de
este tipo e insertarlos en un flujo espec´ıfico para ellos —insert into... select propiedad
as alias..., en EPL de Esper.
En cuanto a los operandos de patro´n definidos en el metamodelo —TimeInterval, Ti-
meSchedule, WithinTimer y Event—, mencionar que EPL de Oracle no dispone de nin-
guno equivalente a TimeSchedule y que tampoco existen equivalentes a WithinTimer pa-
ra los lenguajes StreamSQL y CCL. En contraposicio´n, los operandos de condicio´n —
EventProperty y Value— s´ı que son semejantes en todos los lenguajes.
Con respecto a los operadores de patro´n —Every, EveryDistinct, FollowedBy, Range,
Repeat, Until y While— existen ma´s dificultades a la hora de relacionarlos con sus ana´logos.
El operador Every, que selecciona cada evento del tipo especificado, esta´ presente en todos
los lenguajes excepto en StreamSQL. Te´ngase en cuenta que aunque este u´ltimo lenguaje
s´ı que ofrece el operador Every, solo puede ser asociado con un intervalo de tiempo y, por
tanto, no proporciona la misma funcionalidad del resto —en StreamSQL se selecciona por
defecto cada evento, no siendo necesario el uso de un operador espec´ıfico para tal fin.
Por otra parte, el operador EveryDistinct solo esta´ disponible para los lenguajes EPL
de Esper y CCL; sin embargo, podr´ıa definirse un comportamiento similar a dicho operador
utilizando los operadores Every, And y Not como, por ejemplo, EVERY a = Evento AND
NOT b = Evento(b.id = a.id).
Puesto que los lenguajes EPL de Oracle, StreamSQL y CCL no hacen distincio´n
entre los operadores Range y Repeat, se propone como solucio´n el uso del operador
BETWEEN...AND... para obtener el mismo comportamiento; salvo en el caso de CCL que
s´ı ofrece n ROWS como operador de repeticio´n.
De igual forma, tampoco existen equivalencias exactas para Until y While. Por un
lado, el operador UNTIL de CCL solo puede indicar como condicio´n de parada una marca
temporal, mientras que el operador Until de Esper es ma´s gene´rico, permitiendo establecer
otro tipo de condiciones. Por otro lado, tampoco existe ningu´n operador ide´ntico al While
de EPL de Esper, proponie´ndose en su lugar operadores similares, aunque no ide´nticos,
como son el FOREACH para StreamSQL y el FOR para CCL.
El resto de las metaclases presente en esta comparativa —operadores lo´gicos, de com-
paracio´n, aritme´ticos y agregacio´n—, as´ı como todas las metaclases de ventanas de datos,
disponen de equivalentes para todos los EPL analizados. Es ma´s, algunas metaclases tienen
ma´s de un operador equivalente para un mismo lenguaje como ocurre, por ejemplo, con el
operador And.
A partir de este ana´lisis, puede concluirse que los elementos gra´ficos de los modelos
que se definan haciendo uso del DSML de patrones de eventos podra´n transformarse a
distintos EPL, y no solamente al caso concreto de EPL de Esper. Para ello simplemente
sera´ necesario crear un nuevo mo´dulo con las nuevas reglas de transformacio´n para el EPL
concreto que se desee utilizar, as´ı como hacer uso de la API que proporcione el nuevo motor
CEP para registrar los tipos de eventos simples y los patrones generados.
Por consiguiente, el DSML propuesto permitira´ que los patrones de eventos sean defi-
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nidos una u´nica vez por los expertos en el domino o usuarios finales y, a partir de entonces,
puedan ser transformados al EPL proporcionado por el motor CEP que se requiera utilizar
en cada ocasio´n. Evidentemente, esto se traduce en un ahorro de tiempo muy significativo
y, sobre todo, en la minimizacio´n del nu´mero de errores producidos a la hora de imple-
mentar los patrones de eventos, al ser un proceso totalmente automa´tico, evita´ndose as´ı la
aparicio´n de los fallos producidos por los propios programadores cuando escriben el co´digo
manualmente.
8.2. Editor Gra´fico Reconfigurable para el Modelado
y Generacio´n de Co´digo de Patrones de Eventos
En esta seccio´n se evalu´a el editor gra´fico reconfigurable para el modelado y la genera-
cio´n de co´digo de patrones de eventos desarrollo en esta tesis doctoral y, a continuacio´n,
se compara con otros editores existentes.
8.2.1. Funcionalidad y Usabilidad
La evaluacio´n tanto del editor gra´fico para el modelado de dominios CEP como del
editor gra´fico reconfigurable para el modelado y la generacio´n de co´digo de patrones de
eventos se ha llevado a cabo a trave´s de un cuestionario que se ha realizado a los usuarios
finales. Puesto que el editor de patrones de eventos tambie´n incluye todas las funcionali-
dades ofrecidas por el editor de dominios CEP, se ha optado por realizar directamente la
evaluacio´n sobre el editor de patrones, para evitar sobrecargar a los encuestados.
Esta encuesta ha sido disen˜ada con el propo´sito de evaluar tanto la usabilidad de los
editores —medicio´n de la calidad de la interfaz de usuario— como su funcionalidad —el
editor hace lo que se desea que haga. Esta encuesta esta´ basada en la propuesta en [Sen12],
con la que tambie´n persiguen evaluar un editor de patrones de eventos, denominado PAN-
TEON, desarrollado dentro del proyecto europeo ALERT del FP7; as´ı pues la utilidad del
cuestionario se encuentra avalada por dichos estudios. Es importante destacar que este
editor proporciona ventajas muy significativas sobre PANTEON como se demuestra en la
Seccio´n 8.2.2.
Se ha confeccionado un cuestionario formado por un total de 19 preguntas, disponible
al completo en el Anexo A, para evaluar tanto la funcionalidad como la usabilidad del
editor:
P1 : ¿Se considera un experto en el procesamiento de eventos complejos (CEP)?
P2 : ¿Es experto en el dominio para el que se van a definir los patrones de eventos?
P3 : ¿Co´mo le gustar´ıa definir los patrones de eventos?
P4 : ¿Que´ tipo de usuario es el ma´s adecuado para utilizar el editor de patrones de
eventos que esta´ evaluando?
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P5 : ¿Esta´ claro cua´l es el propo´sito del editor?
P6 : ¿El editor ha satisfecho sus expectativas en general?
P7 : ¿Cua´les son las funcionalidades que el editor proporciona en cuanto a los dominios
CEP?
P8 : ¿Cua´les son las funcionalidades que el editor proporciona en cuanto a los patrones
de eventos?
P9 : ¿Considera u´tiles las funcionalidades proporcionadas por el editor?
P10 : ¿Considera irrelevantes algunas funcionalidades del editor?
P11 : ¿Considera irrelevantes algunas herramientas de la paleta gra´fica del editor?
P12 : ¿Ha podido crear correctamente con el editor los patrones de eventos que se le
han pedido para un dominio concreto?
P13 : Una vez definidos los patrones de eventos gra´ficamente, ¿tiene claro cua´l es el
propo´sito de dichos patrones?
P14 : ¿Que´ nivel de destreza en lenguajes de procesamiento de eventos considera que
se requiere para definir los patrones de eventos gra´ficamente?
P15 : ¿Cree que el editor podr´ıa reducir el tiempo que necesita para definir los patro-
nes de eventos; en lugar de escribirlos “a mano”, codifica´ndolos mediante un lenguaje
espec´ıfico de procesamiento de eventos?
P16 : ¿Le ha sido fa´cil encontrar cada opcio´n en el editor para crear los patrones de
eventos gra´ficamente?
P17 : ¿La tarea que se le ha propuesto realizar con el editor se ha comprendido
fa´cilmente?
P18 : ¿Cua´nto tiempo (en minutos) ha empleado para llevar a cabo la tarea propuesta?
P19 : ¿Tiene alguna sugerencia para mejorar el editor?
Concretamente, esta evaluacio´n ha sido realizada por 15 personas a las que se les ha
solicitado definir gra´ficamente los tres patrones de eventos descritos en el caso de estudio de
seguridad en redes (ve´ase la Seccio´n 7.2): ICMP Echo Request, ICMP Echo Reply y ICMP
Ping Response Time. Para ello, se les ha proporcionado el dominio CEP de seguridad en
redes, detectado automa´ticamente usando la opcio´n CEP Domain > Auto-detect Domain,
que han tenido que importar antes de comenzar con el modelado de los patrones para
reconfigurar el editor de patrones; adema´s, se les ha proporcionado una descripcio´n textual
de cada uno de estos patrones. Los encuestados han sido clasificados en 2 grupos:
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Grupo 1 - Expertos en el dominio de seguridad pero no expertos en CEP : este grupo
se compone de un total de 13 estudiantes de la asignatura Seguridad y Competencias
Profesionales (SCP) de la Titulacio´n de Ingenier´ıa en Informa´tica de la UCA. Antes de
realizar la evaluacio´n, estos estudiantes han sido formados previamente en el a´mbito
de la seguridad durante 3 meses, por lo que son considerados expertos en seguridad.
Sin embargo, no tienen ningu´n conocimiento sobre ningu´n EPL en particular.
Grupo 2 - Expertos en el dominio de seguridad y tambie´n expertos en CEP : este
grupo esta´ formado por 2 investigadores, uno perteneciente a la University of Applied
Sciences Frankfurt am Main (Alemania) y otro a la UCA, ambos expertos tanto en
seguridad como en CEP.
Los resultados obtenidos de las encuestas realizadas se presentan en la Tabla 8.2. Todos los
resultados se presentan en porcentajes ( %), especifica´ndose que´ porcentaje representa cada
respuesta de la pregunta en cuestio´n dentro del Grupo 1 y dentro del Grupo 2, as´ı como el
porcentaje de los que han seleccionado esa respuesta sobre el total de los 15 encuestados.
A continuacio´n, se detallan pormenorizadamente estos resultados.
Tabla 8.2: Resultados obtenidos de las encuestas realizadas.
Pregunta Respuestas Grupo 1 ( %) Grupo 2 ( %) Total ( %)
P1 No 100 0 86,7
S´ı 0 100 13,3





Codificando el patro´n de










Usuarios del dominio de
aplicacio´n (sin necesidad
de conocimientos de pro-
gramacio´n)
92,3 100 93,3
Programadores 7,7 0 6,7
P5 Moderadamente 46,2 0 40
Mucho 38,5 0 33,3
Completamente 15,4 100 26,7
P6 Moderadamente 23,1 0 20
(Continu´a en la pa´gina siguiente)
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Pregunta Respuestas Grupo 1 ( %) Grupo 2 ( %) Total ( %)
Mucho 69,2 100 73,3
Completamente 7,7 0 6,7
P7 Todas las funcionalidades 100 100 100
P8 Todas las funcionalidades 100 100 100
P9 S´ı 100 100 100
P10 No 100 100 100
P11 No 100 100 100
P12 Moderadamente 7,7 0 6,7
Mucho 23,1 0 20
Completamente 69,2 100 73,3
P13 Moderadamente 30,8 0 26,7
Mucho 61,5 0 53,3
Completamente 7,7 100 20
P14 Novato 15,4 50 20
Principiante 61,5 50 60
Competente 23,1 0 20
P15 Moderadamente 15,4 0 13,3
Mucho 53,8 50 53,4
Completamente 30,8 50 33,3
P16 Un poco 15,4 0 13,3
Moderadamente 30,8 0 26,7
Mucho 46,2 100 53,3
Completamente 7,7 0 6,7
P17 Moderadamente 7,7 0 6,7
Mucho 76,9 50 73,3
Completamente 15,4 50 20
P18 10-20 min 7,7 0 6,7
20-30 min 30,8 100 40
30-40 min 53,8 0 46,6
40-50 min 7,7 0 6,7
P19 No 69,2 0 60
S´ı 30,8 100 40
En primer lugar, puede comprobarse que los 13 estudiantes, no expertos en CEP, re-
presentan el 86,7 % mientras que los 2 investigadores son el 13,3 % del total. Eso s´ı, todos
los encuestados son expertos en el dominio de seguridad.
Uno de los resultados a destacar es que el 60 % de los encuestados preferir´ıan definir
los patrones de eventos utilizando u´nicamente un editor gra´fico, un 33,3 % preferir´ıan utili-
zando tanto el editor gra´fico como un lenguaje de programacio´n —aunque dan prioridad al
uso del editor gra´fico sobre programarlos a mano—; tan solo un 6,7 % prefiere directamente
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programar los patrones sin el uso de un editor gra´fico. Estos resultados ponen de relieve la
necesidad real de disponer de un editor para llevar a cabo la definicio´n de estos patrones
de una forma gra´fica e intuitiva; avala´ndose as´ı uno de los objetivos de esta tesis doctoral.
Hay que tener en cuenta, adema´s, que los encuestados son programadores. Se entiende que
los expertos en el dominio no tienen por que´ ser programadores y es esperable que, en ese
contexto, el porcentaje que se decante por la herramienta gra´fica sea mayor.
Adema´s, todos los encuestados excepto uno (93,3 %) consideran que el tipo de usuario
ma´s adecuado para utilizar este editor de patrones son los usuarios del dominio de aplica-
cio´n, es decir, aquellos que no tienen por que´ disponer de conocimientos en programacio´n.
De hecho, este ha sido uno de los propo´sitos del editor: el desarrollo de un editor gra´fico que
abstraiga los detalles de implementacio´n para que pueda ser usado por cualquier usuario
no experto en las tecnolog´ıas requeridas.
Sin embargo, mientras que el Grupo 2 conoce claramente cua´l es el propo´sito del edi-
tor (100 %), ya que son expertos en CEP, no ocurre lo mismo con el Grupo 1 donde el
46,2 % reconoce moderadamente el propo´sito del editor, el 38,5 % mucho y el 15,4 % com-
pletamente. Esta situacio´n puede deberse a que, para evaluar tanto la usabilidad como la
funcionalidad del editor, no se ha proporcionado a los encuestados un tutorial previo a la
realizacio´n de la evaluacio´n, con la intencio´n de comprobar si realmente todas las opciones
de los menu´s y las herramientas ofrecidas por el editor se presentan de una forma amigable
e intuitiva. Adema´s, estos usuarios no han tenido la necesidad, en su a´mbito de trabajo, de
hacer uso del procesamiento de eventos complejos, por lo que dif´ıcilmente pueden entender
el propo´sito general del editor. No obstante, los resultados obtenidos son considerados muy
positivos, y podr´ıa afirmarse que ser´ıan mejorables en el caso de que se proporcionase un
manual de usuario del editor a los que no sean expertos en CEP —aunque no se haya
considerado oportuno hacerlo de este modo para valorar cua´l es realmente la experiencia
del usuario con el editor.
Cabe destacar que el editor ha satisfecho las expectativas en general de la mayor´ıa de
los encuestados tanto del Grupo 1 como del Grupo 2, y la totalidad de los encuestados
ha sido capaz de reconocer todas las funcionalidades proporcionadas tanto por el editor
de dominios como por el editor de patrones, adema´s de considerarlas u´tiles. Por otro lado,
ninguno de los encuestados considera irrelevante ninguna de las funcionalidades del editor
as´ı como tampoco ninguna de las herramientas de su paleta gra´fica.
En cuanto a si ha podido crear correctamente con el editor los patrones de eventos que
se le han pedido para un dominio concreto, el Grupo 2 lo ha conseguido completamente,
al igual que una gran mayor´ıa del Grupo 1 (69,2 %) y un 23,1 % evaluado como mucho.
Esto demuestra el buen grado de usabilidad y funcionalidad del editor, puesto que aun
no siendo expertos en CEP, la mayor parte de los usuarios ha podido crear correctamente
todos los patrones propuestos. En esta ocasio´n, tambie´n se estima que estos resultados
podr´ıan incrementarse si se proporcionase un manual de usuario.
Una vez definidos los patrones de eventos gra´ficamente, un buen nu´mero de usuarios del
Grupo 1 tiene bastante claro cua´l es el propo´sito de dichos patrones, frente al 30,8 % que lo
tiene moderadamente claro. El no haber recibido una formacio´n previa sobre CEP, ni haber
tenido necesidad de usarlo previamente, puede ser la causa por la cual no comprenden a
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la perfeccio´n la finalidad de estos patrones. Los usuarios del Grupo 2, debido a que s´ı son
expertos en CEP, conocen de antemano la utilidad de estos patrones.
Por otra parte, el 60 % de todos los encuestados considera que el nivel de destreza
en lenguajes de procesamiento de eventos requerido para definir los patrones de eventos
gra´ficamente debe ser principiante, frente al 20 % que ha respondido novato y el otro 20 %
competente. Esto pone de manifiesto la hipo´tesis que se ha formulado previamente: una
formacio´n muy ba´sica en CEP en la que se definan conceptos ba´sicos como patrones de
eventos y eventos complejos, entre otros, sin mencionar detalles propios de implementacio´n,
mejorar´ıa ma´s la experiencia del usuario con el editor. Precisamente esta pueda ser la causa
por la que dos usuarios del Grupo 1 (15,4 %) no hayan encontrado fa´cilmente cada opcio´n
en el editor para crear los patrones de eventos gra´ficamente, al no estar familiarizados, por
ejemplo, con el uso de los operadores de patrones como pueden ser el Every o el FollowedBy,
muy espec´ıficos del a´mbito del procesamiento de eventos complejos.
En cuanto a la tarea que se les han propuesto por escrito para llevar a cabo la evaluacio´n,
la mayor parte de los encuestados la ha comprendido fa´cilmente.
Es esencial remarcar que el 86,7 % cree que el editor podr´ıa reducir muy considerable-
mente el tiempo que necesita para definir los patrones de eventos; en lugar de escribirlos “a
mano”, codifica´ndolos mediante un lenguaje espec´ıfico de procesamiento de eventos. Como
puede comprobarse en la pregunta 18, la mayor´ıa de los encuestados ha necesitado aproxi-
madamente unos 35 minutos para definir los tres patrones de eventos, ya incluido tambie´n
el tiempo inicial necesario para la familiarizacio´n con el editor —puede observarse que este
tiempo se reduce en el caso de que se sea experto en CEP. As´ı pues, se trata de un dato
muy significativo porque precisamente es una de las razones que han motivado el desarro-
llado de este editor gra´fico de patrones. Desde la experiencia del propio doctorando y su
direccio´n de proyectos fin de carrera a estudiantes de titulaciones de ingenier´ıa informa´tica,
puede afirmarse rotundamente que el tiempo requerido para que cualquier persona, que no
conozca CEP ni ningu´n lenguaje de procesamiento de eventos complejos, pueda llegar a
definir la sintaxis correcta de un patro´n de eventos es muy superior —al menos, del orden
de d´ıas o semanas— al tiempo que se necesita haciendo uso del editor gra´fico propuesto en
esta tesis doctoral; ma´s au´n si el usuario final no es informa´tico.
Pero esto no es todo, como se explico´ en el enfoque propuesto en el Cap´ıtulo 3, la
solucio´n propuesta en esta tesis no solo permite obtener el co´digo de los patrones de eventos
sino tambie´n el co´digo de las acciones a llevar a cabo en una SOA 2.0 cuando estos se
detecten, as´ı como su despliegue en tiempo de ejecucio´n tanto en el motor CEP como
en el ESB, respectivamente. El no hacer uso de esta solucio´n implicar´ıa que el usuario
final tambie´n tendr´ıa que conocer el lenguaje XML a utilizar para definir dichas acciones
manualmente, as´ı como la gestio´n de dicha arquitectura y su integracio´n con el motor CEP,
lo que conllevar´ıa un mayor incremento del tiempo estimado para definir los patrones de
eventos manualmente; indudablemente, quedando fuera del alcance de un usuario que es
experto en el dominio pero no en las tecnolog´ıas.
Finalmente, los encuestados realizaron algunas sugerencias que han sido introducidas
en la u´ltima versio´n del editor, entre las que cabe destacar las siguientes para mejorar la
usabilidad: 1) en el caso de que al validar un modelo de patro´n de eventos existan errores,
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adema´s de que sean indicados gra´ficamente en los elementos del modelo, se abrira´ au-
toma´ticamente la ventana con el listado de errores; 2) al hacer doble clic sobre un elemento
gra´fico del modelo, se abrira´ la ventana de propiedades para ese elemento; y 3) no eliminar
ninguno de los menu´s proporcionados por el IDE Eclipse, sino simplemente an˜adir los nue-
vos menu´s personalizados del editor de patrones; de esta forma, aquellos usuarios que ya
este´n familiarizados con Eclipse podra´n seguir trabajando con las opciones que ya hayan
utilizado con anterioridad.
8.2.2. Un Estudio Comparativo con otros Editores Existentes
Actualmente existen algunos editores para la definicio´n de patrones de eventos y su
transformacio´n a co´digo EPL. No obstante, la gran mayor´ıa de estos editores requiere a
cualquier usuario no experto en CEP que escriba a mano, al menos, una parte del co´digo
EPL que implementa al patro´n de eventos en cuestio´n.
Aparte de esta problema´tica, estos editores son desarrollados normalmente por grandes
empresas como herramientas complementarias a sus sistemas de procesamiento de eventos
complejos particulares como, por ejemplo, Oracle CEP Visualizer [Ora14], StreamBase
Studio [Str14] y SAP Sybase ESP Studio [Syb14]; por lo cual suelen realizar u´nicamente
transformaciones de los patrones al co´digo espec´ıfico que sea capaz de entender el sistema
en cuestio´n. Esta dependencia entre motor CEP y editor podr´ıa requerir que el usuario
deba definir n veces el mismo patro´n de eventos para cada uno de los n distintos tipos de
sistemas CEP en los que se necesite detectar el patro´n. Lo que agrava todav´ıa ma´s esta
situacio´n es el hecho de que el usuario —o ma´s bien el programador informa´tico, debido a
que normalmente se le exigira´ escribir parte del co´digo a mano— tendra´ que invertir mucho
tiempo en aprender cada uno de los lenguajes EPL as´ı como familiarizarse con el uso de
cada uno de los editores correspondientes. Precisamente, el editor de patrones desarrollado
en esta tesis persigue solventar todos estos problemas mencionados, minimizando la curva
de aprendizaje.
As´ı pues, se realiza un estudio comparativo del editor desarrollado en esta tesis con otros
editores existentes. Tras un exhaustivo proceso de revisio´n bibliogra´fica, solo se han encon-
trado dos editores que podr´ıan ser considerados como posibles competidores, atendiendo
a la funcionalidad y usabilidad proporcionadas: el editor PANTEON [Sen12], desarrolla-
do dentro del proyecto europeo ALERT del FP7 y el CEP Editor [Soc13a], desarrollado
dentro del proyecto SocEDA financiado por la ANR. En la Tabla 8.3 se muestran los re-
sultados obtenidos de este estudio comparativo que son descritos, a continuacio´n, de forma
pormenorizada.
Tabla 8.3: Comparativa del editor propuesto en esta tesis doctoral con otros existentes.
Nº Criterio Propuesto PANTEON CEP Editor
1 Editor gra´fico basado en GMF x
(Continu´a en la pa´gina siguiente)
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Nº Criterio Propuesto PANTEON CEP Editor
2
Editor desarrollado como una
aplicacio´n Eclipse
x
3 Integracio´n con un motor CEP x x x
4 Integracio´n con un ESB x x x
5




Personalizacio´n de la paleta del
editor en tiempo de ejecucio´n
x x
7 Definicio´n gra´fica de dominios CEP x
8








Validacio´n de los modelos gra´ficos de
dominio CEP
x
11 Almacenamiento de dominios CEP x x x
12
















Disponibilidad de un gran nu´mero








Definicio´n de jerarqu´ıa de eventos
complejos de forma intuitiva
x x
19
Validacio´n de los modelos gra´ficos de
patrones
x
20 Almacenamiento de los patrones x x x
21




Personalizacio´n de patrones con
ima´genes
x
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Nº Criterio Propuesto PANTEON CEP Editor
23




Despliegue de los patrones en el
motor CEP en tiempo de ejecucio´n
x x x
25
Despliegue de las acciones en el ESB
en tiempo de ejecucio´n
x x x
26








Recomendacio´n de patrones de
eventos de forma semi-automa´tica
x
Editor PANTEON del Proyecto ALERT
El editor PANTEON no es una aplicacio´n Eclipse ni esta´ basado en GMF, sino en
GWT, a diferencia del desarrollado en esta tesis. Precisamente una de las ventajas de
desarrollar una aplicacio´n Eclipse es la posibilidad de ser integrada con otras aplicaciones
ya existentes, puesto que se trata de uno de los IDE ma´s conocidos y utilizados a nivel
mundial. Por otra parte, como ya se ha mencionado, GMF es un plug-in Eclipse que permite
el desarrollo de editores gra´ficos de modelos a partir de metamodelos; estos metamodelos se
especifican haciendo uso de EMF. Por consiguiente, cuando se disen˜a un patro´n de eventos
con el editor desarrollado en esta tesis se crean dos ficheros: un modelo EMF serializado
en formato XMI y un diagrama, que almacena toda la informacio´n relativa a la parte
visual del patro´n como, por ejemplo, la posicio´n, el color y el taman˜o de los elementos
gra´ficos. Gracias a la especificacio´n XMI pueden compartirse los modelos entre diferentes
herramientas de modelado. Sin embargo, al disen˜ar un patro´n de eventos con PANTEON
se genera un fichero XML Schema interno definido por los propios desarrolladores que,
a diferencia de XMI, presenta ma´s dificultades a la hora de compartir los patrones entre
distintas herramientas.
PANTEON esta´ integrado con ETALIS [Ani14], como se ha comentado en el Cap´ıtulo 2
es un sistema de co´digo abierto para CEP implementado en Prolog y que ofrece dos len-
guajes basados en reglas: ELE y EP-SPARQL. Concretamente, ETALIS utiliza sema´nticas
declarativas basadas en programacio´n lo´gica. Los eventos complejos son generados a partir
de eventos simples por medio de reglas deductivas. Adema´s, PANTEON esta´ integrado
con el ESB Petals [Pet14], un ESB de co´digo abierto desarrollado por OW2 Consortium;
mientras que el editor aqu´ı propuesto utiliza el motor CEP Esper y el ESB Mule, ambos
tambie´n de co´digo abierto. Uno de los grandes beneficios de utilizar Mule es que propor-
ciona su herramienta gra´fica MuleStudio, basada en Eclipse, que genera automa´ticamente
el co´digo XML necesario para implementar los flujos Mule que el usuario previamente ha-
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ya disen˜ado gra´ficamente, reduciendo la curva de aprendizaje y la aparicio´n de errores al
escribir manualmente el co´digo.
El editor PANTEON no dispone de un editor para la definicio´n gra´fica de dominios
CEP, como s´ı ofrece el editor propuesto. Los tipos de eventos se definen usando ontolog´ıas
que son, posteriormente, recibidos por el editor a trave´s de un servicio de metadatos. Este
editor se encargara´ de transformar los tipos de eventos en un XML Schema interno para
que pueda ser visualizado gra´ficamente. Sin embargo, no es posible la definicio´n gra´fica de
dominios CEP, con los distintos tipos de eventos que los forman, desde el propio editor;
tan solo pueden usarse los tipos de eventos que se encuentren disponibles en ese momento
como herramientas en la paleta del editor. Adema´s, no se permiten definir tipos de eventos
que tengan propiedades anidadas. Por otra parte, la paleta del editor puede personalizarse
con los tipos de eventos recibidos, aunque no parece que el editor pueda reconfigurarse tan
solo con los tipos de eventos que pertenezcan a un dominio en particular.
Este editor s´ı que permite definir los patrones de eventos gra´ficamente, incluso las
acciones. Sin embargo, presenta algunas limitaciones con respecto al editor propuesto en
esta tesis que se enumeran a continuacio´n.
Aunque los elementos del patro´n son representados como nodos gra´ficos interconec-
tados, estos nodos son realmente ventanas compuestas de botones y listas desplegables
a trave´s de las cuales el usuario final puede ir an˜adiendo las propiedades de los eventos
que desea utilizar y establecer, as´ı como las condiciones (ve´ase la Figura 8.1, extra´ıda
de [Sen12]). Esto difiere de co´mo se modela con el editor que se compara: cuando un usua-
rio selecciona un tipo de evento de la paleta y lo arrastra hasta el canvas, automa´ticamente
se visualizara´ el evento con todas sus propiedades para las cuales el usuario podra´ directa-
mente establecer condiciones enlaza´ndolas con los operadores correspondientes.
Por otro lado, esta representacio´n gra´fica de los patrones impide que se puedan definir
condiciones ma´s complejas, como sera´ necesario en patrones de mayor envergadura. En
cuanto a la definicio´n del tipo de evento complejo que se debe crear al detectar el patro´n,
se realiza de manera similar que para los eventos simples, esto es, utilizando una ventana
de tipo output con las propiedades de eventos complejos —parecida a la ventana de evento
simple ALERT:New Issue - ID:1 disponible en la Figura 8.1. Esta definicio´n de tipos de
evento complejo es muy diferente a lo que s´ı se puede realizar con el editor propuesto: las
propiedades de eventos complejos pueden ser calculadas a partir de distintas operaciones
matema´ticas, o bien enlaza´ndolas directamente con las propiedades de otros eventos (ve´ase,
por ejemplo, la Figura 7.14). Adema´s, solamente se encuentran disponibles 5 tipos de
operadores —Filter, AND, OR, NOT, SEQ— en comparacio´n con los operadores de patro´n,
lo´gicos, relacionales y de agregacio´n del editor propuesto; ni tampoco proporciona ventanas
temporales. Conviene sen˜alar que la representacio´n escogida en PANTEON puede dar lugar
a gra´ficos de patrones muy grandes y poco amigables; obse´rvese, por ejemplo, el taman˜o
de la ventana NOT.
Puesto que los tipos de eventos complejos definidos se incluyen en la paleta del editor,
PANTEON permite la definicio´n de jerarqu´ıa de eventos complejos. Tambie´n valida y
almacena los patrones; ahora bien, el editor no dispone de ninguna opcio´n para validar el
modelo gra´fico disen˜ado, ya que la etapa de validacio´n se lleva a cabo al transformar los
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Figura 8.1: Definicio´n gra´fica de un patro´n de eventos utilizando el editor PANTEON del
proyecto ALERT.
patrones a co´digo. Otras de las limitaciones del editor son que no permite la personalizacio´n
de los elementos gra´ficos mediante el uso de ima´genes, lo que mejorar´ıa la experiencia del
usuario, ni tampoco proporciona opciones de exportacio´n e importacio´n de los patrones.
En cuanto a aspectos destacables, el editor s´ı que permite el registro de los patrones
y de las acciones en el sistema, concretamente en ETALIS y Petals, respectivamente, y es
capaz de notificar los eventos complejos a trave´s de servicios como el del correo electro´nico.
Una de las caracter´ısticas ma´s relevantes que dispone el editor PANTEON, y que el
editor desarrollado en esta tesis todav´ıa no proporciona, es la recomendacio´n de patrones
de eventos de forma semi-automa´tica, que permite al usuario final crear nuevos patrones
reutilizando otros patrones de eventos, recomendados por el propio editor a partir del
ana´lisis y la interpretacio´n de las estad´ısticas sobre la ejecucio´n de estos patrones existentes.
Editor CEP del Proyecto SocEDA
El editor de patrones CEP Editor tampoco es una aplicacio´n Eclipse ni esta´ basado
en GMF; se ha implementado con GWT, al igual que el editor PANTEON. Cuando se
disen˜a un patro´n de eventos con este editor se genera el co´digo EPL que sera´ registrado
en una base de datos de patrones. En el caso de que se desee exportar el patro´n, entonces
se creara´ un fichero XML con la representacio´n del diagrama y otro con la configuracio´n
realizada sobre los distintos componentes. Por lo cual, presenta ma´s dificultades a la hora
de compartir los patrones entre distintas herramientas, como no ocurrir´ıa si se exportase
en formato XMI.
Este editor esta´ integrado con el motor CEP Esper, por lo tanto, el co´digo que genera
automa´ticamente esta´ en formato EPL de Esper. Aunque utiliza el mismo motor CEP que
el editor de patrones desarrollado en esta tesis, no utiliza Mule como ESB, sino el mismo
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ESB que utiliza el editor PANTEON: Petals.
Para gestionar los tipos de eventos, se utiliza un repositorio. Cada tipo de evento tiene
un nombre y un identificador, y sus propiedades se registran como tuplas de tablas en las
que se detallan el identificador, el nombre de la propiedad, as´ı como el tipo de dato Java o
el nombre de la clase definida por el propio programador. Al poder definir las propiedades
como tipos de clases Java, s´ı se permite la descripcio´n de propiedades anidadas.
Este editor de patrones tampoco dispone de un editor para la definicio´n gra´fica de do-
minios CEP. En la Figura 8.2, extra´ıda de [Soc13b], se muestra una imagen de este editor.
Como puede observarse, la paleta es muy simple donde sus elementos son clasificados en
4 categor´ıas: operadores (operators), flujos (streams), ventanas (windows) y herramientas
(tools). Para especificar un tipo de evento en el patro´n a definir gra´ficamente, se usa la
herramienta input que sera´ posicionada sobre la zona de diagrama del editor. En las pro-
piedades de este elemento podra´ seleccionarse, mediante una lista desplegable de opciones,
uno de los tipos de eventos que hayan sido recuperados tras la consulta a dicho repositorio
de tipos de eventos. As´ı pues, queda patente que la paleta del editor es totalmente esta´tica
y no es modificable en tiempo de ejecucio´n. Esto tambie´n dificulta la posibilidad de definir
jerarqu´ıas de eventos complejos de una forma gra´fica e intuitiva.
Al igual que el editor propuesto, este editor hace posible el disen˜o de patrones de eventos
gra´ficamente; lo que no ofrece es la posibilidad de definir gra´ficamente las acciones asociadas
a los patrones, debiendo especificarse a trave´s de una serie de botones y listas desplegables
en modo texto. A pesar de que los elementos del patro´n son representados como nodos
gra´ficos interconectados, estos nodos son demasiado gene´ricos —existen u´nicamente 6 tipos
de herramientas en la paleta—, repercutiendo negativamente en la usabilidad del editor.
Por ejemplo, cualquier condicio´n que deba cumplirse en el patro´n, a excepcio´n de las
que impliquen el uso de una operacio´n de unio´n o agregacio´n, requerira´ que se escriba
textualmente su co´digo EPL de Esper dentro de la ventana de propiedades del nodo de
tipo query ; lo cual hace que en u´ltima instancia el usuario final s´ı que deba conocer la
sintaxis del lenguaje trata´ndose, por tanto, de una de las limitaciones ma´s destacables en
cuanto a la usabilidad de este editor.
Por consiguiente, esta representacio´n de los patrones impide que se puedan definir
condiciones ma´s complejas en modo gra´fico, como sera´ necesario en patrones de mayor
envergadura. Adema´s, la definicio´n del tipo de evento complejo que debe crearse al detectar
el patro´n, se realiza de la misma forma que para los eventos simples, esto es, utilizando
un nodo de tipo output —similar al nodo input— concretando las propiedades de eventos
complejos mediante una ventana de cuadros de texto y listas desplegables; muy diferente a
lo que s´ı se puede realizar con el editor propuesto donde este tipo de propiedades puede ser
calculada a partir de distintas operaciones matema´ticas, o bien conecta´ndolas directamente
con las propiedades de otros eventos. Es importante destacar que la representacio´n escogida
para este editor puede dar lugar a gra´ficos poco intuitivos, ya que la mayor parte de las
condiciones se encontrara´n definidas en las ventanas de las propiedades de los elementos
gra´ficos disen˜ados.
Otra de las limitaciones presentes en este editor es que la validacio´n del patro´n de even-
tos no se lleva a cabo sobre el propio modelo disen˜ado, sino una vez haya sido transformado
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Figura 8.2: Definicio´n gra´fica de un patro´n de eventos utilizando el CEP Editor del proyecto
SocEDA.
a co´digo EPL, momento en el cual un servlet Java conectado al motor CEP comprobara´ si
Esper devuelve algu´n mensaje de error de sintaxis incorrecta. En caso afirmativo, se in-
formara´ al usuario de los errores presentes en el patro´n modelado. Evidentemente, esto
conlleva una sobrecarga del motor y un retraso de tiempo bastante considerable durante
el modelado de los patrones, como consecuencia de las continuas peticiones de validacio´n
que podr´ıan efectuarse por parte del usuario, a trave´s del editor, con el propo´sito de ir
confirmando si el modelo que esta´ disen˜ando es correcto o no.
Este editor tampoco posibilita la personalizacio´n de los elementos gra´ficos mediante el
uso de ima´genes, lo que mejorar´ıa la experiencia del usuario.
En cuanto a aspectos positivos, el editor s´ı que permite el registro de los patrones y
de las acciones en el sistema —en Esper y Petals, respectivamente—, es capaz de notificar
los eventos complejos a trave´s de servicios como el del correo electro´nico, y permite la
exportacio´n e importacio´n de los patrones de eventos.
8.3. Enfoque Dirigido por Modelos para CEP en
SOA 2.0
En esta seccio´n se evalu´a el enfoque dirigido por modelos para la integracio´n de CEP
y SOA 2.0 propuesto en esta tesis doctoral, estudiando su viabilidad y el incremento de
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la productividad. Para ello, se han analizado los dos casos de estudio sobre domo´tica y
seguridad en redes descritos en el Cap´ıtulo 7, midie´ndose las l´ıneas de co´digo o LOC
(Lines of Code) —sin comentarios ni l´ıneas en blanco— que han sido necesarias generar
para cada caso de estudio. Por un lado, la Tabla 8.4 presenta el nu´mero de l´ıneas del
co´digo generado tanto automa´ticamente como el implementado manualmente para el caso
de estudio sobre domo´tica, mientras que la Tabla 8.5 recoge dicha medicio´n para el caso
de estudio de seguridad en redes.
Tabla 8.4: Nu´mero de l´ıneas del co´digo generado para el caso de estudio sobre domo´tica.
Automa´ticamente Manualmente
XMI EPL XML Total Java
Modelo Diagrama
Flujo de recepcio´n y
gestio´n de eventos
0 0 0 9 9 65




39 334 7 25 405 0
Patro´n Fire 67 571 8 19 665 0
Patro´n
PowerFailure
64 554 8 22 648 0
Patro´n Irresponsi-
bleTelevisionUse
66 558 6 22 652 0
Eventos complejos 28 5 0 0 33 0
En ambas tablas, el co´digo generado automa´ticamente se ha clasificado segu´n el len-
guaje de programacio´n en el que se ha implementado. As´ı pues, el co´digo XMI engloba
las LOC tanto de los modelos EMF (columna 2 de las tablas) como de sus diagramas
correspondientes (columna 3 de las tablas) generados automa´ticamente por el editor gra´fi-
co de dominios CEP cuando el usuario final efectu´a el modelado del dominio CEP —o
es autodetectado en tiempo de ejecucio´n— y por el editor reconfigurable de patrones de
eventos cuando el usuario define gra´ficamente estos patrones. No´tese que el modelado de
patrones de eventos tambie´n genera internamente un modelo EMF, y su correspondiente
diagrama, con el tipo de evento complejo definido en cada uno de estos patrones; esto es
necesario para la personalizacio´n dina´mica de la paleta del editor. En la columna 4 de
las tablas se indica las LOC del co´digo EPL generado automa´ticamente por cada patro´n
modelado —que sera´ insertado posteriormente en el motor Esper— y en la columna 5 se
muestra el co´digo XML generado que implementa las acciones especificadas para cada uno
de dichos patrones —que sera´ ejecutado seguidamente en el ESB Mule. Finalmente, en la
columna 6 se presenta el total de LOC generado automa´ticamente frente al total de LOC
implementado manualmente en Java.
Como puede observarse, el u´nico co´digo que ha sido necesario implementar manualmen-
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Tabla 8.5: Nu´mero de l´ıneas del co´digo generado para el caso de estudio sobre seguridad.
Automa´ticamente Manualmente
XMI EPL XML Total Java
Modelo Diagrama
Flujo de recepcio´n y
gestio´n de eventos
0 0 0 5 5 0
Dominio CEP 31 356 0 0 387 0
Patro´n icmp echo -
request
45 472 7 22 546 0
Patro´n icmp echo -
reply
45 472 7 22 546 0
Patro´n icmp ping -
response time
46 385 8 25 464 0
Eventos complejos 20 83 0 0 103 0
te es el correspondiente a la creacio´n del flujo Mule de la SOA 2.0 propuesta que se encarga
de la recepcio´n y gestio´n de los eventos en cada caso de estudio, puesto que este flujo es
dependiente del productor de eventos que se utilice en cada caso, tal y como se menciono´ en
la Seccio´n 6.4. El transformador en Java que se ha creado en el primer caso de estudio para
transformar la informacio´n proveniente de Xively a eventos maps de Java esta´ compuesto
por un total de 65 LOC. Realmente se trata del u´nico co´digo implementado manualmente,
puesto que las 9 l´ıneas XML que definen este flujo ESB as´ı como las 5 l´ıneas XML que
definen el flujo ESB del segundo caso de estudio han sido generadas automa´ticamente por
la herramienta Mule Studio al definir estos flujos gra´ficamente.
En resumen, para el primer caso de estudio se ha generado automa´ticamente un total
de 2434 LOC y se han implementado manualmente 65 LOC, esto es, un 97,4 % de LOC
generadas automa´ticamente frente a un 2,6 % implementadas manualmente; mientras que
para el segundo caso de estudio se ha generado automa´ticamente el 100 % de las LOC.
8.4. Conclusiones
En este cap´ıtulo se ha realizado una evaluacio´n de todas las aportaciones realizadas
en esta tesis doctoral: un enfoque dirigido por modelos definido e implementado para el
procesamiento de eventos complejos en SOA 2.0, un DSML y un editor gra´fico para la
definicio´n de dominios CEP, y un DSML y un editor gra´fico para la definicio´n de patrones
de eventos y su generacio´n a co´digo.
A partir de todos los resultados obtenidos, se han llegado a las siguientes conclusiones:
Los DSML descritos para modelar los dominios CEP as´ı como los patrones de eventos
son lo suficientemente independientes de cualquier EPL, de forma que los modelos
conformes a sus metamodelos puedan ser transformados a distintos EPL, y no solo
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al lenguaje EPL de Esper.
El co´digo de las condiciones del patro´n en EPL y de las acciones en XML generado
automa´ticamente por el editor de patrones es totalmente ejecutable en el motor Esper
y desplegable en el ESB Mule, respectivamente, es decir, el editor es capaz de generar
el 100 % del co´digo EPL y XML necesario. Es ma´s, se puede afirmar que este co´digo
esta´ libre de errores, debido al proceso de validacio´n de los modelos gra´ficos efectuado
previamente a la transformacio´n de los modelos a co´digo. Evidentemente, tanto el
proceso de validacio´n como el de transformacio´n ha sido probado con distintos casos
de prueba en los que se han ido comprobando si los resultados obtenidos eran iguales
a los esperados. Gracias a esta generacio´n automa´tica de co´digo, se evita al usuario
final la curva de aprendizaje en CEP y en SOA 2.0 por la que deber´ıa pasar hasta ser
capaz de implementar y desplegar un patro´n libre de errores junto con sus acciones
asociadas.
El buen grado de funcionalidad y de usabilidad de los editores gra´ficos de modelado
hace posible que no se requiera llevar a cabo ninguna tarea adicional manualmente
como, por ejemplo, la modificacio´n del contenido o extensio´n de ficheros o de la
ubicacio´n a otros directorios.
El enfoque dirigido por modelos para CEP en SOA 2.0 es escalable y pra´cticamente
independiente del dominio al que se aplique, a excepcio´n del flujo que recibe la infor-
macio´n del productor de eventos que podr´ıa requerir la implementacio´n manual, por
ejemplo de algu´n transformador, como ha ocurrido en el caso de estudio de domo´tica.
Au´n as´ı, esto es insignificante comparado con todo el co´digo generado automa´tica-
mente. En otras ocasiones, no tendra´ por que´ implementarse ningu´n co´digo a mano,
como queda demostrado con el caso de estudio de seguridad en redes.
Cap´ıtulo 9
Conclusiones y Trabajo Futuro
((La verdadera investigacio´n consiste en buscar a oscuras el interruptor de la luz. Cuando
la luz se enciende, todo el mundo lo ve muy claro.))
(Ano´nimo)
En este u´ltimo cap´ıtulo se describen los objetivos logrados, las contribuciones y las
conclusiones extra´ıdas tras la realizacio´n de esta tesis doctoral. Asimismo, se exponen las
l´ıneas de trabajo futuras que se derivan de la presente investigacio´n.
9.1. Contribuciones y Conclusiones
En el primer cap´ıtulo de esta disertacio´n se establecieron los objetivos de esta tesis
doctoral encaminados al desarrollo dirigido por modelos de interfaces espec´ıficas de dominio
para CEP en SOA 2.0, con el objeto de facilitar a los expertos en el negocio tanto la
definicio´n de los patrones que necesiten detectar en sus sistemas de informacio´n, como la
definicio´n de las alertas que deban notificarse en tiempo real. Todo ello de una forma gra´fica,
amigable e intuitiva, y haciendo los detalles de implementacio´n totalmente transparentes
para estos usuarios.
A continuacio´n, se detallan las principales contribuciones de esta tesis doctoral, as´ı como
las conclusiones extra´ıdas tras la consecucio´n de cada uno de los objetivos establecidos.
Estado del Arte sobre Enfoques Existentes para CEP, Editores Gra´ficos y
Propuestas para la Integracio´n de CEP con EDA y/o SOA
El primer objetivo que se planteo´ en esta tesis fue la recopilacio´n del estado del arte
de los enfoques existentes para CEP, los editores gra´ficos para la definicio´n y la generacio´n
de co´digo de patrones de eventos, as´ı como las propuestas para la integracio´n de CEP con
EDA y/o SOA. Este objetivo se ha llevado a cabo mediante la realizacio´n de una extensa
revisio´n bibliogra´fica (ve´ase el Cap´ıtulo 2).
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En cuanto a estos enfoques para CEP, se han encontrado trabajos que utilizan ontolog´ıas
para la representacio´n de eventos y patrones de eventos y, adema´s, trabajos que, al igual
que en esta tesis doctoral, proponen enfoques dirigidos por modelos.
Todos los enfoques analizados presentan limitaciones con respecto al propuesto en es-
ta tesis. Por un lado, los enfoques ontolo´gicos son incompletos en cuanto a los tipos de
operadores y ventanas temporales que proporcionan, lo cual implica una limitacio´n en la
expresividad de los patrones ma´s complejos que se requiera modelar. Adema´s, la forma en
que se han estructurado algunos de estos modelos ontolo´gicos dificulta la escalabilidad y
la comprensio´n de los patrones definidos.
Por otro lado, los trabajos sobre los enfoques dirigidos por modelos se han clasificado
en dos categor´ıas segu´n la notacio´n usada para representar los patrones de eventos: textual
o gra´fica. Ninguno de ellos ofrece la posibilidad de describir un dominio CEP compuesto
de un conjunto de tipos de eventos, junto con su descripcio´n y fecha de creacio´n, lo cual
facilitar´ıa que los dominios pudiesen compartirse entre distintas herramientas de modelado
que, incluso, podr´ıan pertenecer a distintos usuarios.
Los enfoques que utilizan una representacio´n textual de los patrones presentan un
grado de usabilidad y funcionalidad inferior al propuesto en esta tesis. Algunas de las
limitaciones ma´s destacables son las siguientes: 1) se requiere crear un nuevo DSML por
cada dominio donde se necesite aplicar CEP, lo que implica una mayor carga de trabajo y
esfuerzo adicional por cada nuevo lenguaje a implementar; 2) se proporciona un conjunto
predefinido de tipos de eventos para un dominio en particular —sin opcio´n a modificarse
para otros dominios—; 3) y no se da soporte a las acciones que han de ejecutarse cuando
se detecten las situaciones de intere´s.
Asimismo, los enfoques que usan una representacio´n gra´fica de los patrones de eventos
tambie´n presentan limitaciones, en cuanto a funcionalidad y usabilidad, en comparacio´n
con el propuesto en esta tesis doctoral. Por ejemplo, mientras que en los enfoques analizados
se ha optado por el uso de notaciones en formato tabla con textos para definir los patrones
de eventos, en el enfoque de la tesis se ha hecho uso de nodos y enlaces gra´ficos, un formato
ma´s gra´fico e intuitivo para cualquier usuario, independientemente de su destreza ante la
tecnolog´ıa CEP.
En cuanto a los editores gra´ficos existentes para la definicio´n y generacio´n de co´digo de
patrones de eventos, estos no proporcionan todas las funcionalidades ni el buen grado de
usabilidad de los editores construidos en esta tesis, tal y como se expone en el Cap´ıtulo 8.
Finalmente, tampoco se han encontrado propuestas para la integracio´n de CEP con
SOA 2.0 que proporcionen los beneficios de la solucio´n tecnolo´gica propuesta en el Cap´ıtu-
lo 6. Estas propuestas en su mayor´ıa son dependientes del dominio de aplicacio´n y no
ofrecen editores gra´ficos para facilitar al usuario la definicio´n de dominios CEP y patrones
de eventos.
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Enfoque Dirigido por Modelos para el Procesamiento de Eventos Complejos en
SOA 2.0
El segundo objetivo que se establecio´ en esta tesis doctoral fue definir un enfoque
dirigido por modelos que posibilitase el procesamiento de eventos complejos en SOA 2.0,
minimizando la curva de aprendizaje en las tecnolog´ıas requeridas para la deteccio´n de
situaciones cr´ıticas o relevantes en tiempo real por parte del usuario final.
Este objetivo se ha satisfecho plenamente a trave´s de la principal aportacio´n de esta
tesis doctoral, esto es, un enfoque dirigido por modelos para CEP en SOA 2.0 que es inde-
pendiente tanto del dominio donde deba aplicarse CEP, como de los lenguajes requeridos
tanto para implementar los patrones de eventos como las acciones encargadas de notificar
las situaciones detectadas (ve´ase el Cap´ıtulo 3).
Este enfoque esta´ compuesto de dos partes bien diferenciadas. La primera parte hace
referencia a todo el proceso que se lleva a cabo en tiempo de disen˜o mientras que la segunda
parte engloba el proceso que se desarrolla en tiempo de ejecucio´n.
Concretamente, en tiempo de disen˜o podra´ modelarse un dominio CEP, crea´ndose au-
toma´ticamente a partir de la inferencia de los eventos que fluyan por una SOA 2.0 con la
que el editor gra´fico de dominios CEP este´ conectado, o bien manualmente por parte del
experto en el negocio haciendo uso de dicho editor. A partir del dominio CEP definido, el
usuario final podra´ modelar los patrones de eventos correspondientes a las situaciones de
intere´s que desee detectar, as´ı como las acciones a llevar a cabo. Posteriormente, estos mo-
delos se validara´n y transformara´n automa´ticamente a co´digo, que se desplegara´ en tiempo
de ejecucio´n tanto en un motor CEP como en un ESB; todo esto de forma transparente al
usuario final y gracias al uso de te´cnicas de MDD.
DSML y Editor Gra´fico para la Definicio´n de Dominios CEP
El tercer objetivo definido se centraba en la definicio´n de un DSML y la construccio´n
de un editor gra´fico de dominios CEP que facilitasen a cualquier usuario, experto en un
dominio concreto pero no en CEP, la descripcio´n de los tipos de eventos y propiedades
particulares de dicho dominio.
Este objetivo se ha materializado en la definicio´n de un metamodelo de dominios CEP,
junto con sus restricciones, y la creacio´n de un editor gra´fico que da soporte al modelado
de estos dominios (ve´ase el Cap´ıtulo 4). El me´todo de desarrollo que se ha seguido para
construir el editor es el siguiente: 1) creacio´n del metamodelo haciendo uso de Emfatic
y Ecore; 2) generacio´n de una versio´n inicial del editor utilizando GMF y EuGENia; 3)
personalizacio´n del editor, modificando su paleta de herramientas, as´ı como an˜adiendo un
menu´ de opciones para que el usuario final pueda llevar a cabo el modelado de dominios
CEP de forma intuitiva; 4) implementacio´n de las reglas de validacio´n, haciendo uso del
lenguaje EVL, para comprobar si un dominio CEP modelado esta´ bien formado; y 5)
creacio´n de una aplicacio´n Eclipse RCP con el fin de que el editor pueda ejecutarse fuera
del IDE Eclipse y en mu´ltiples plataformas.
Una de las aportaciones ma´s importantes que ofrece este DSML es la unificacio´n de
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la descripcio´n de los dominios CEP —tipos de eventos y propiedades— mediante el uso
de modelos, abstrayendo a los expertos en el dominio de los detalles de implementacio´n
necesarios para definir dichos dominios. Por otro lado, el editor construido permite el
disen˜o gra´fico y la validacio´n automa´tica de estos dominios CEP, as´ı como la exportacio´n
e importacio´n de estos para que puedan ser compartidos y reutilizados por otros expertos
en el dominio.
DSML y Editor Gra´fico Reconfigurable para la Definicio´n y la Generacio´n de
Co´digo de Patrones de Eventos
El cuarto objetivo definido consist´ıa en la definicio´n de un DSML y la construccio´n
de un editor gra´fico de patrones de eventos que permitiesen expresar mediante modelos
gra´ficos e intuitivos que´ situaciones se desean detectar para un dominio en particular y si
estas deben ser notificadas a los usuarios interesados mediante algu´n servicio como, por
ejemplo, de correo electro´nico o de redes sociales.
Este objetivo se ha superado satisfactoriamente con la definicio´n de un metamodelo de
patrones de eventos, junto con sus restricciones, y la construccio´n del editor gra´fico que
puede reconfigurarse a partir de un dominio CEP, modelado por un experto en el dominio
(ve´ase el Cap´ıtulo 5). El me´todo de desarrollo que se ha seguido para construir el editor es
el siguiente: 1) creacio´n del metamodelo haciendo uso de Emfatic y Ecore; 2) generacio´n
de una versio´n inicial del editor utilizando GMF y EuGENia; 3) personalizacio´n del editor,
modificando su paleta de herramientas y an˜adiendo un menu´ de opciones para que el
usuario final pueda llevar a cabo el modelado de patrones de eventos de forma intuitiva,
as´ı como introduciendo modificaciones en Java para que el editor pueda reconfigurarse
automa´ticamente a partir de distintos modelos de dominio CEP; 4) implementacio´n de las
reglas de validacio´n, haciendo uso del lenguaje EVL, para comprobar si un un patro´n de
eventos modelado esta´ bien formado; 5) implementacio´n de las reglas de transformacio´n
de modelo a co´digo, mediante el lenguaje EGL, que permitira´n transformar un modelo de
patro´n de eventos al co´digo que lo implementa; y 6) creacio´n de una aplicacio´n Eclipse
RCP con el fin de que el editor pueda ejecutarse fuera del IDE Eclipse y en mu´ltiples
plataformas.
Uno de los aspectos ma´s relevantes de este DSML es que facilita el disen˜o de patrones
totalmente independientes de su implementacio´n. Gracias al MDD utilizado en el enfoque
propuesto, cada patro´n de eventos ha de definirse gra´ficamente una u´nica vez, y podr´ıan fa-
cilitarse transformaciones a posteriori tanto a distintos EPL —EPL de Esper, StreamSQL
o CCL, entre otros— como al co´digo que permita ejecutar sus acciones asociadas, por ejem-
plo, XML. Para ello, se ha creado el editor gra´fico de patrones que hace posible que los
usuarios noveles en CEP puedan concentrarse en el modelado de las situaciones a detectar,
as´ı como de las acciones a llevar a cabo, abstraye´ndoles de todos los detalles de implemen-
tacio´n. De esta forma, los modelos de patrones obtenidos y validados podra´n exportarse e
importarse, as´ı como reutilizarse en distintos sistemas de informacio´n, mediante el proceso
de transformacio´n de estos modelos tanto al co´digo EPL exigido por el motor CEP como
al co´digo requerido por el ESB con el que este´ conectado el motor. En este caso, se ha
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facilitado las reglas de transformacio´n para el EPL de Esper y las reglas de transformacio´n
para XML.
Conviene destacar que el hecho de que el editor pueda reconfigurarse a partir de un
modelo de dominio CEP, modifica´ndose dina´micamente la paleta de herramientas depen-
diendo del dominio en cuestio´n, hara´ posible que el usuario disponga en todo momento de
una interfaz gra´fica adaptada al contexto espec´ıfico para el que desee definir los patrones de
eventos. As´ı pues, el editor pone al alcance de cualquier usuario no tecno´logo la definicio´n
de las situaciones cr´ıticas o relevantes que necesite detectar en tiempo real.
Solucio´n Tecnolo´gica para la Integracio´n del Procesamiento de Eventos
Complejos con una SOA 2.0
El quinto objetivo persegu´ıa la integracio´n de CEP con SOA 2.0, as´ı como con los edi-
tores gra´ficos de modelado para hacer realidad el enfoque dirigido por modelos propuesto.
Este objetivo se ha logrado mediante el disen˜o y la implementacio´n de una solucio´n
tecnolo´gica para la integracio´n de CEP con SOA 2.0, cuyo elemento clave es un ESB que
actu´a como capa de integracio´n, permitiendo la combinacio´n de CEP con SOA y EDA.
En este contexto, se han descrito los principales componentes integrables en la SOA 2.0,
clasificados segu´n sean productores de eventos —generadores de eventos, aplicaciones, ser-
vicios web, sensores, plataformas IoT y servicios de redes sociales— o consumidores de
eventos —consolas de monitorizacio´n, aplicaciones, servicios web, actuadores, plataformas
IoT, servicios de redes sociales y de correo electro´nico, y bases de datos.
Adema´s, se han establecido las funcionalidades implicadas en la integracio´n de CEP con
SOA 2.0: recepcio´n de eventos, transformacio´n de eventos, filtrado de eventos, generacio´n
dina´mica del dominio, env´ıo de eventos al motor CEP, adicio´n de patrones de eventos en el
motor CEP, adicio´n de acciones para patrones de eventos en el ESB, deteccio´n de patrones
de eventos, recepcio´n de eventos complejos, as´ı como toma de decisiones (acciones para
eventos complejos detectados).
Una vez disen˜ada dicha solucio´n tecnolo´gica, se ha implementado e integrado con los
editores gra´ficos de modelado haciendo uso del ESB Mule y el motor CEP Esper.
En comparacio´n con otras arquitecturas existentes, algunas de las funcionalidades ma´s
destacables de esta solucio´n tecnolo´gica son las siguientes: la integracio´n de Mule con Esper,
la generacio´n automa´tica del domino y la integracio´n con los editores gra´ficos de modelado
de dominio CEP y de patrones de eventos desarrollados en esta tesis doctoral, as´ı como
la insercio´n automa´tica y en tiempo de ejecucio´n tanto del co´digo EPL de los patrones de
eventos en el motor CEP como del co´digo XML de las acciones a ejecutar en el ESB cuando
se detecten los patrones; todo ello sin que se requiera ninguna modificacio´n adicional por
parte del usuario en la implementacio´n de la arquitectura propuesta.
Asimismo, se han propuesto dos casos de estudio, uno en el a´mbito de la domo´tica y
otro en el a´mbito de la seguridad en redes, a partir de los cuales se ha demostrado que
dicha solucio´n puede aplicarse a distintos dominios de aplicacio´n, obtenie´ndose un conjunto
de patrones de eventos para la deteccio´n de situaciones relevantes en ambos campos de
aplicacio´n.
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Conclusiones de la Evaluacio´n
Finalmente, el sexto objetivo consist´ıa en la evaluacio´n tanto del enfoque dirigido por
modelos y los DSML propuestos, como de la funcionalidad y usabilidad de los editores
gra´ficos.
Este objetivo se ha cumplido a trave´s del estudio y la discusio´n de la viabilidad del
enfoque dirigido por modelos propuesto y de los DSML, y mediante la evaluacio´n de la
satisfaccio´n de los usuarios en cuanto a la funcionalidad y usabilidad de los editores gra´ficos.
Los resultados de la evaluacio´n permiten establecer las siguientes conclusiones parciales:
Los DSML permiten definir dominios CEP y patrones de eventos independientemente
del co´digo que los implementa.
El editor de dominios CEP hace posible la definicio´n gra´fica de dominios en los que
puede aplicarse CEP, dominios que pueden ser importados, exportados e, incluso,
inferidos automa´ticamente a partir de los eventos que fluyan por una SOA 2.0.
El editor de patrones de eventos es capaz de reconfigurarse a distintos dominios,
as´ı como de generar automa´ticamente todo el co´digo, que implementa estos patrones,
libre de errores y ejecutable en el motor CEP y el ESB.
Los dos editores desarrollados son amigables e intuitivos, evita´ndose a los expertos
en el negocio la curva de aprendizaje en CEP y SOA 2.0 por la que deber´ıan pasar
hasta ser capaces de implementar y desplegar un patro´n libre de errores, junto con
sus acciones asociadas, en sus sistemas de informacio´n.
Por todo lo anterior, se concluye que se han cumplido satisfactoriamente todos los objetivos
planteados y que el enfoque dirigido por modelos para CEP en SOA 2.0, propuesto en esta
tesis doctoral, pone al alcance de cualquier usuario, sin necesidad de que sea programador
ni experto en CEP, la deteccio´n de las situaciones cr´ıticas o relevantes en las que este´ in-
teresado y que personalmente haya definido gra´ficamente sobre un dominio espec´ıfico, a
partir de la informacio´n que fluya en tiempo real por los sistemas complejos y heteroge´neos
que sean de su intere´s.
9.2. L´ıneas de Investigacio´n Futuras
Una vez descritas las conclusiones obtenidas en esta tesis doctoral, se explican las l´ıneas
de investigacio´n futuras que se abren con este trabajo.
Recomendacio´n de Patrones de Eventos de Forma Semi-automa´tica
En el Cap´ıtulo 8 se han evaluado y discutido todas las aportaciones realizadas en esta
tesis doctoral, as´ı como sus principales fortalezas frente a otras propuestas existentes. En
concreto, tras un ana´lisis pormenorizado del editor gra´fico reconfigurable creado para el
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modelado de patrones y su transformacio´n a co´digo, se propone como l´ınea de investiga-
cio´n futura dotarle de la capacidad de recomendar patrones de forma semi-automa´tica,
permitiendo al usuario final crear nuevos patrones reutilizando otros patrones de eventos,
recomendados por el propio editor a partir del ana´lisis y la interpretacio´n de las estad´ısticas
sobre la ejecucio´n de estos patrones existentes.
Sen y Stojanovic [Sen10a, Sen10b] ya han trabajo en esta l´ınea de investigacio´n. Estos
autores determinan que la clave de este enfoque consiste en disponer de una buena repre-
sentacio´n de los eventos as´ı como de los patrones de eventos con el fin de reconocer cua´les
son las relaciones existentes entre estos.
Como continuacio´n de esta tesis doctoral, se pretende trabajar en esta misma l´ınea de
investigacio´n pero utilizando el enfoque de desarrollo dirigido por modelos para CEP en
SOA 2.0 propuesto en la tesis, as´ı como las tecnolog´ıas y los marcos de trabajo basados en
Eclipse para la creacio´n de editores de modelado, como EMF, GMF y Epsilon. As´ı pues,
la consecucio´n de este objetivo se llevar´ıa a cabo aunando todas las ventajas, descritas a
lo largo de esta disertacio´n, del uso tanto de MDD como de dichas tecnolog´ıas y marcos
de trabajo.
Generacio´n Dina´mica de Patrones de Eventos
En esta tesis doctoral se ha logrado la generacio´n dina´mica de dominios CEP, a trave´s de
la inferencia de los tipos de eventos que fluyan por una SOA 2.0, crea´ndose automa´ticamen-
te tanto sus modelos EMF como sus visualizaciones gra´ficas correspondientes (diagramas);
ayudando al experto en el negocio en la definicio´n de estos dominios.
En este sentido, otra de las l´ıneas de investigacio´n que se pretende afrontar en un fu-
turo pro´ximo es la generacio´n dina´mica de patrones de eventos a partir de la informacio´n,
en forma de eventos, que fluya por los sistemas de informacio´n de la empresa. Al igual
que para la generacio´n dina´mica de dominios CEP, la generacio´n dina´mica de patrones
de eventos sera´ de gran ayuda para el usuario final, que podra´ visualizar en el editor de
modelado de patrones, creado en esta tesis, los nuevos patrones inferidos automa´ticamen-
te. Esto hara´ posible que el usuario no tenga que disen˜ar los patrones desde cero, sino
simplemente realizando algunas modificaciones sobre estos, si as´ı lo estima conveniente. Lo
que conllevara´ un ahorro de tiempo en el modelado de los patrones, ma´s au´n cuando se
requiera la definicio´n de un gran nu´mero de estos para un mismo dominio de aplicacio´n.
Para conseguir este objetivo se hara´ uso del ana´lisis predictivo, que consiste en la
prediccio´n de eventos futuros a partir de los datos histo´ricos que se hayan analizado en el
pasado. Entre otros, se aplicara´n me´todos sofisticados para tal fin como, por ejemplo, el
aprendizaje automa´tico.
Aunque se vaticina que esta generacio´n dina´mica de patrones distara´ de ser perfecta,
sera´ una aportacio´n muy significativa para el usuario que necesite modelar las situaciones de
intere´s a detectar en su empresa en tiempo real, trata´ndose de una propuesta encaminada
a la realizacio´n automa´tica y eficiente de una buena toma de decisiones.
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Evaluacio´n del Enfoque Dirigido por Modelos en la Industria
Hasta el momento, el enfoque dirigido por modelos para CEP en SOA 2.0 propuesto y
desarrollado en esta tesis doctoral solo se ha evaluado en el mundo de investigacio´n y en
el mundo acade´mico.
Como trabajo futuro, se pretende aplicar dicho enfoque al mundo de la industria con
la finalidad de comprobar cua´l es el nivel de aceptacio´n y satisfaccio´n de los expertos en el
negocio que desarrollen su actividad en empresas dedicadas a la fabricacio´n (manufactu-
ring), la seguridad en redes o la salud, entre otras. Cabe destacar que durante el desarrollo
de esta tesis doctoral, el doctorando ha realizado dos estancias de investigacio´n que, sin
duda alguna, sera´n claves para afrontar esta l´ınea de investigacio´n.
Por un lado, la estancia de tres meses realizada en Tilburg University (Holanda), en la
que se ha colaborado con el instituto de investigacio´n European Research Institute in Service
Science, dirigido por el Prof. Dr. Michael P. Papazoglou, supone una v´ıa muy interesante
para hacer llegar esta propuesta a empresas de fabricacio´n, debido a las estrechas relaciones
existentes entre este instituto, sobre todo el Prof. Papazoglou, con empresas de este sector.
Por otro lado, el doctorando ha realizado una estancia de investigacio´n de un mes en la
University of Applied Sciences Frankfurt am Main (Alemania) con el grupo de investigacio´n
IT Security, Network Security and Privacy, dirigido por el Prof. Dr. Martin Kappes. Esta
estancia favorecera´ la aplicacio´n del enfoque en otros escenarios de seguridad en redes y
sistemas de informacio´n.
Dada la escalabilidad y la independencia del dominio CEP en el que se aplique el
enfoque propuesto, as´ı como el buen grado de funcionalidad y de usabilidad de los editores
gra´ficos de modelado desarrollados en esta tesis doctoral, se espera que la industria reciba
con buen agrado este trabajo de investigacio´n.
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Cap´ıtulo 10
Conclusions and Future Work
((Challenges are gifts that force us to search for a new center of gravity. Don’t fight them.
Just find a different way to stand.))
(Oprah Winfrey)
This chapter is the English translation for Chapter 9, where the accomplished goals,
contributions and conclusions from this thesis are described. Likewise, the future work lines
derived from the current research are exposed.
10.1. Contributions and Conclusions
The goals of this thesis, headed towards the model-driven development of domain-
specific interfaces for Complex Event Processing (CEP) in Event-Driven Service-Oriented
Architectures (ED-SOAs or SOAs 2.0) were set in the first chapter of this dissertation.
The main aim bore in mind has been facilitating domain experts both the definition of
event patterns to be detected in their information systems and the definition of alerts to
be notified in real time and providing the means for doing it in a graphical, user-friendly
and intuitive way, hiding implementation details from these users.
In the following lines, the main contributions of this thesis and the conclusions inferred
from them are detailed.
State of Art for Existing Approaches for CEP, Graphical Editors and Proposals
for the Integration of CEP with EDA and/or SOA
The first objective considered in this thesis was to write a state-of-art report of the
existing approaches for CEP, graphical editors for event pattern definition and code gene-
ration, as well as proposals for integrating CEP with EDA and/or SOA. This objective has
been developed by performing an extensive literature review (see Chapter 2).
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Concerning CEP approaches, several works using ontologies for the representation of
events and event patterns have been found. Besides, there are also works that propose
model-driven approaches in the line of this thesis.
All the analysed approaches have limitations compared to the approach proposed in this
thesis. On the one hand, the ontological approaches provide an incomplete set of operator
types and data windows. This fact implies a limitation in the expressiveness of complex
patterns to be modeled. Furthermore, the way in which some of these ontological models
have been structured hinders scalability and understanding of the defined patterns.
On the other hand, the existing model-driven approaches have been classified into
two categories —textual or graphical— according to the notation used to represent event
patterns. None of them offers the possibility to describe a CEP domain composed of a set
of event types together with their domain description and creation date. The lack of these
elements in the domain will prevent the chance of sharing the domains among different
modeling tools, which might even belong to different users.
Approaches proposing a textual representation for event patterns definition have a lo-
wer degree of usability and functionality compared to the one proposed in this thesis. Some
of the most significant limitations are the following: 1) a new Domain-Specific Modeling
Language (DSML) would be required for each domain where CEP is needed to be applied,
causing an increased workload and additional effort for each new language to be imple-
mented; 2) a predefined set of event types for a particular domain —with no option to
be modified for other domains— is provided; 3) actions to be executed when detecting
situations of interest are not supported.
Furthermore, the approaches making use of graphical notations for event patterns defini-
tion also have limitations in terms of functionality and usability, compared to the approach
proposed in this thesis. For instance, the analysed approaches have used notations for event
patterns definition in table and textual formats, while this thesis has made use of graphical
nodes and links. The latest is more intuitive for any user, regardless of his skills concerning
CEP technology.
With regard to the existing graphical editors for event pattern definition and code
generation, they do not provide a good level of functionality and usability, as discussed in
Chapter 8.
Finally, we have not found any proposal for the integration of CEP with SOA 2.0 which
provides the benefits of the technological solution proposed in Chapter 6. Existent proposals
are mostly dependent on the application domain and do not offer graphical editors for CEP
domain and event pattern definition.
Model-Driven Approach for Complex Event Processing in SOA 2.0
The second goal established in this thesis was to propose a model-driven approach that
made possible complex event processing in SOA 2.0, minimizing end users learning curve
in the technologies required for the detection of relevant or critical situations in real time.
This objective has been fully satisfied through the main contribution of this thesis,
that is, a model-driven approach for CEP in SOA 2.0 independent of both the domain
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where CEP is applied and the programming languages required to implement not only
event patterns but also the actions responsible of notifying the detected situations (see
Chapter 3).
This approach consists of two distinct parts. The first part refers to the entire process
that is carried out at design time while the second one covers the process that takes place
at runtime.
In particular, a CEP domain can be modeled at design time. This model can be auto-
matically inferred from the events flowing through a SOA 2.0 to which the CEP domain
graphical editor is connected, or can be manually created by a domain expert using the
mentioned editor. From the modeled CEP domain, the user will be able to model patterns
about situations of interest to be detected, as well as actions to be performed. Subse-
quently, these event pattern models will be automatically validated and transformed into
code, which will be deployed in a CEP engine and an ESB at runtime; making these tasks
transparent to the user thanks to the use of Model-Driven Development (MDD) techniques.
DSML and Graphical Editor for CEP Domain Definition
The third defined goal was to define a DSML and to build a graphical editor for CEP
domain definition that would facilitate any user, expert in a particular domain but not in
CEP, the description of event types and properties for the domain.
This objective has resulted in the definition of a CEP domain metamodel, along with
its restrictions, and with the creation of a graphical editor that supports the modeling
of these domains (see Chapter 4). The development method pursued to build this editor
follows: 1) metamodel creation using Ecore and Emfatic; 2) generation of the editor initial
version using GMF and EuGENia; 3) editor customising by modifying its tool palette and
by adding a menu for users to intuitively model CEP domains; 4) implementation of the
validation rules, using the Epsilon Validation Language (EVL), in order to check whether
a modeled CEP domain is well-formed; and 5) creation of an Eclipse Rich Client Platform
(RCP) so that the editor can be run outside Eclipse and on multiple platforms.
One of the most important contributions offered by this DSML is the unification of
CEP domain description (event types and properties) by using models, hiding the imple-
mentation details necessary to define such domains from domain experts. Furthermore, the
built editor makes possible the graphical design and automatic validation of CEP domains,
as well as exporting and importing them to be shared and reused by other domain experts.
DSML and Reconfigurable Graphical Editor for Event Pattern Definition and
Code Generation
The fourth defined goal was to define a DSML and to build a graphical editor for event
pattern definition. The main purpose was providing the users with an intuitive and user-
friendly way to describe both the situations to be detected in a particular domain and the
actions to be notified to interested users by email or social networking services, among
others.
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This goal has been successfully completed with the definition of an event pattern meta-
model, along with its restrictions, and with the construction of a graphical editor that can
be reconfigured for different CEP domains, modeled by domain experts (see Chapter 5).
The development method pursued to build this editor follows: 1) metamodel creation using
Ecore and Emfatic; 2) generation of the editor initial version using GMF and EuGENia; 3)
editor customising by modifying its tool palette and by adding a menu for users to intui-
tively model event patterns, and also by introducing Java modifications so that the editor
can automatically reconfigure from different CEP domain models; 4) implementation of the
EVL validation rules in order to check whether a modeled event pattern is well-formed;
5) implementation of model-to-code transformations with Epsilon Generation Language
(EGL) for generating code automatically from event pattern models; and 6) creation of a
RCP, so that the editor can be run outside Eclipse and on multiple platforms.
One of the most important aspects of this DSML is the possibility of modeling patterns
regardless of the implementation. Thanks to the use of MDD every event pattern is
graphically designed once and then can be automatically transformed into any particu-
lar EPL, such as Esper EPL, StreamSQL or CCL, as well as into any action code to be
executed, such as XML. To reach this goal, a graphical editor enables CEP novices to con-
centrate on modeling the situations to be detected and the actions to be carried out, hiding
all implementation details from them. Thus, the obtained and validated pattern models
can be exported and imported as well as reused in different information systems through
the transformation of these models into both the EPL code required by the chosen CEP
engine and the code required by the specific ESB, which is connected to the engine. In this
case, the transformation rules for Esper EPL and for XML flows in Mule are provided.
The fact that the editor is able to reconfigure the tool palette dynamically from different
CEP domain models will enable user to enjoy a graphical interface adapted to the specific
context required. Thereby, this editor brings to reality that the definition of critical or
relevant situations in real time by non-technological users.
Technological Solution for the Integration of Complex Event Processing with
SOA 2.0
The fifth goal pursued was to integrate CEP with SOA 2.0, as well as with the graphical
modeling editors, with the aim of making the proposed model-driven approach a reality.
This goal has been achieved through the design and implementation of a technological
solution for integrating CEP with SOA 2.0. An Enterprise Service Bus (ESB) is the key
element of this integration that allows us to combine CEP with SOA and EDA. In this
scope, the main components that might be integrated in a SOA 2.0 have been described,
classified into two categories: event producers —event generators, applications, web servi-
ces, sensors, Internet of Things (IoT) platforms and social networking services— and event
consumers —monitoring consoles, applications, web services, actuators, IoT platforms, so-
cial networking and email services and databases.
In addition, the functionalities involved in the integration of CEP with SOA 2.0 have
been established: event reception, event transformation, event filtering, automatic gene-
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ration of CEP domains, sending events to the CEP engine, adding event patterns to the
CEP engine, adding actions for event patterns to the ESB, event pattern detection, com-
plex event reception, and decision-making process (actions to be developed when detected
complex events are notified).
Once designed the technological solution, it has been implemented —making use of
Mule ESB and Esper CEP engine— and integrated with the graphical modeling editors.
Some of the most remarkable functionalities of this technological solution compared to
other existing architectures, are: integration of Mule with Esper, automatic generation of
CEP domains, integration with both graphical editors for CEP domain and event pattern
definition, as well as the runtime automatic injection of EPL code into the CEP engine and
of actions XML code into the ESB. It is important to highlight that all these functionalities
do not require users to modify the implementation of the proposed architecture.
Additionally, two case studies have been conducted to demonstrate that this solution
can be applied to different application domains. In particular, a case study in the field of
home automation and another one in the field of network security have been proposed. As
a result, a set of event patterns for the detection of relevant situations in both domains
have been obtained.
Conclusions Drawn from the Evaluation
Finally, the sixth defined goal was evaluating the proposed model-driven approach and
DSMLs, as well as the graphical editors functionality and usability.
This objective has been achieved through the study and discussion of the feasibility of
the proposed model-driven approach and DSMLs, and by evaluating the user satisfaction
in terms of functionality and usability of such editors.
The evaluation results allow us to establish the following partial conclusions:
The DSMLs enable CEP domain and event pattern definition, regardless of the code
type in which the patterns have to be implemented.
The editor for CEP domain definition makes possible the graphical definition of do-
mains in which CEP can be applied. These domain models can be imported, exported,
and even automatically inferred from events flowing through a SOA 2.0.
The editor for event pattern definition and code generation can be reconfigured for
different domains. Moreover, the pattern code can be automatically generated from
the editor; providing error-free code that can be deployed into CEP engines and
ESBs.
Both editors are user-friendly and intuitive, avoiding experts in business the high
learning curve in CEP and SOA 2.0 required for implementing and deploying error-
free patterns and actions in their information systems.
Based on the foregoing statements, we conclude that all goals have been successfully met
and that the model-driven approach for CEP in SOA 2.0, proposed in this thesis, facilitates
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any user, without being programmer nor expert on CEP, the graphical definition of situa-
tions of interest for a specific domain and their detection from the real-time information
flowing through complex and heterogeneous systems.
10.2. Future Research Lines
Despite the contributions made on this thesis, several future research lines remain open
as summarized in the following lines.
Semi-Automatic Event Pattern Recommendation
All contributions made on this thesis together with other proposals main strengths have
been evaluated and discussed in Chapter 8. After a detailed analysis of the reconfigurable
graphical editor for event pattern definition and code generation, we consider a relevant
issue for the future to extend the editor with the ability to recommend event patterns in a
semi-automatic way. This will allow end users to create new patterns by reusing other event
patterns, which will be suggested by the editor itself from the analysis and interpretation
of existing patterns usage statistics.
Sen and Stojanovic [Sen10a, Sen10b] have already worked on this topic. These authors
consider that the approach key is having a well-defined event and event pattern represen-
tation in order to recognize the relationships between them.
As a continuation of this thesis, it is intended to work on this research line using
the proposed model-driven development approach for CEP in SOA 2.0 as well as Eclipse
technologies and frameworks for developing modeling editors, such as EMF, GMF and
Epsilon. Thus, this goal would be achieved by combining all the advantages provided by
the use of MDD techniques and such technologies and frameworks, as it has been mentioned
throughout this dissertation.
Dynamic Generation of Event Patterns
Dynamic generation of CEP domains has been achieved in this thesis by inferring
the events flowing through a SOA 2.0. As a result, EMF models and the corresponding
graphical diagrams can be automatically created; assisting domain experts with CEP do-
mains definition.
In this regard, another research line to be developed in the future is the dynamic
generation of event patterns from the information in form of events, which flow through
the organization information systems. As in the case of CEP domain dynamic generation,
event pattern dynamic generation would be really helpful to end users, since they would
be able to visualize the inferred event patterns in the graphical editor. This fact would
enable users not to have to design event patterns from scratch, but simply making some
modifications on them, saving time when modeling event patterns, particularly when a
large number of patterns have to be defined for an application domain.
10.3 Publications 177
To reach this goal, we plan to make use of predictive analysis, which consists of pre-
dicting future events from historical data analysed in the past. Thereby, sophisticated
methods, such as machine learning, will be applied.
Although it is predicted that this dynamic pattern generation will be far from perfection,
it will be a very significant contribution for users that require to model situations of interest
in their business in real time, facilitating them an automatic and efficient decision-making
process.
Model-Driven Approach Evaluation from the Industry
So far, the model-driven approach for CEP in SOA 2.0 proposed and developed in this
thesis, has been only evaluated in the research and academic world.
As future work, we intend to apply this approach in the industry with the purpose
of checking the acceptance and satisfaction level from business experts, for instance, in
the scope of manufacturing, security networks and healthcare, among others. During the
development of this dissertation, the doctoral candidate has completed two research stays
that will be keys to addressing this research line.
On the one hand, the three-month research stay done at Tilburg University (The
Netherlands) in the European Research Institute in Service Science (ERISS), headed by
Prof. Dr. Michael P. Papazoglou, could help to bring this proposal to manufacturing compa-
nies, thanks to the close relationships existing between this research institute —especially
Prof. Papazoglou— and enterprises in this sector.
On the other hand, the doctoral candidate has carried out a one-month stay at the
University of Applied Sciences Frankfurt am Main (Germany) in the IT Security, Network
Security and Privacy Research Group, led by Prof. Dr. Martin Kappes. This stay will
facilitate to deep in the application of the approach in further network and information
security scenarios.
Given the scalability and independence of the CEP domain in which the proposed
approach is applied, as well as functionality and usability of the graphical editors developed
in this thesis, it is expected that the industry receives this research with pleasure.
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Lista de Acro´nimos 183
OWL Web Ontology Language
RCP Rich Client Platform
RGB Red Green Blue
RDF Resource Description Framework
RDFS Resource Description Framework Schema
REST REpresentational State Transfer
RFID Radio Frequency IDentification
SARI Sense And Respond Infrastructure
SCA Service Component Architecture
SOA Service-Oriented Architecture
SOAP Simple Object Access Protocol
SocEDA SOCial Event Driven Architecture
SQL Structured Query Language
SVG Scalable Vector Graphics
TCP Transmission Control Protocol
UCA Universidad de Ca´diz
UDP User Datagram Protocol
UML Unified Modeling Language
URL Uniform Resource Locator
VM Virtual Machine
XML eXtensible Markup Language
XMI XML Metadata Interchange
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Anexo A
Cuestionario de Evaluacio´n del
Editor Gra´fico de Patrones de
Eventos
Nombre y apellidos:
Profesio´n (estudiante o investigador):
Universidad:
1. ¿Se considera un experto en el procesamiento de eventos complejos (CEP)?
a) No.
b) S´ı.
En caso afirmativo, ¿que´ motor o motores CEP ha utilizado y con que´ propo´sito?
2. ¿Es experto en el dominio para el que se van a definir los patrones de eventos?
a) No.
b) S´ı.
3. ¿Co´mo le gustar´ıa definir los patrones de eventos?
a) Utilizando un editor gra´fico.
b) Codificando el patro´n de eventos usando un lenguaje de programacio´n.
c) Utilizando un editor gra´fico y tambie´n codifica´ndolo usando un lenguaje de
programacio´n.
4. ¿Que´ tipo de usuario es el ma´s adecuado para utilizar el editor de patrones de eventos
que esta´ evaluando (el editor, de aqu´ı en adelante)?
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a) Usuarios del dominio de aplicacio´n (sin necesidad de conocimientos de progra-
macio´n).
b) Programadores.
c) No lo se´.
d) Otros (especif´ıquelos):






¿Podr´ıa resumir brevemente dicho propo´sito?






En caso negativo, ¿por que´ no se han satisfecho?
7. ¿Cua´les son las funcionalidades que el editor proporciona en cuanto a los dominios
CEP? (se permiten mu´ltiples respuestas)
a) Definir gra´ficamente un nuevo dominio.
b) Autodetectar un dominio (a partir de la informacio´n que fluya por una SOA 2.0
con la que el editor este´ conectado).
c) Validar y guardar un modelo de dominio.
d) Modificar y eliminar un modelo de dominio existente.
e) Personalizar con ima´genes un dominio.
f ) Importar y exportar un modelo de dominio.
g) Otras (especifique cua´les):
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8. ¿Cua´les son las funcionalidades que el editor proporciona en cuanto a los patrones
de eventos? (se permiten mu´ltiples respuestas)
a) Definir gra´ficamente nuevos patrones de eventos.
b) Ahorrar tiempo al definir los patrones gra´ficamente (debe tenerse en cuenta
que si se implementasen mediante un lenguaje de procesamiento de eventos, el
usuario tendr´ıa que conocer previamente dicho lenguaje).
c) Generar el co´digo de los patrones de eventos modelados.
d) Validar y guardar los modelos de patrones de eventos.
e) Duplicar, modificar y eliminar modelos de patrones de eventos existentes.
f ) Personalizar con ima´genes los patrones de eventos.
g) Importar y exportar los modelos de patrones de eventos.
h) Notificar los eventos complejos (situaciones cr´ıticas o relevantes) a los usuarios
interesados, por ejemplo, a trave´s de servicios de correo electro´nico y de redes
sociales.
i) Otras (especifique cua´les):
9. ¿Considera u´tiles las funcionalidades proporcionadas por el editor?
a) No.
b) S´ı.
En caso negativo, ¿que´ funcionalidades podr´ıan an˜adirse?
10. ¿Considera irrelevantes algunas funcionalidades del editor?
a) No.
b) S´ı.
En caso afirmativo, especifique cua´les y explique los motivos:
11. ¿Considera irrelevantes algunas herramientas de la paleta gra´fica del editor?
a) No.
b) S´ı.
En caso afirmativo, especifique cua´les y explique los motivos:
12. ¿Ha podido crear correctamente con el editor los patrones de eventos que se le han
pedido para un dominio concreto?






En caso negativo, ¿cua´les son los problemas que ha encontrado?
13. Una vez definidos los patrones de eventos gra´ficamente, ¿tiene claro cua´l es el propo´si-






En caso negativo, ¿que´ aspectos del disen˜o gra´fico no se comprenden?
14. ¿Que´ nivel de destreza en lenguajes de procesamiento de eventos considera que se






15. ¿Cree que el editor podr´ıa reducir el tiempo que necesita para definir los patrones de
eventos; en lugar de escribirlos a mano, codifica´ndolos mediante un lenguaje espec´ıfico






16. ¿Le ha sido fa´cil encontrar cada opcio´n en el editor para crear los patrones de eventos
gra´ficamente?












En caso negativo, ¿por que´ no? Indique mejoras para describir la tarea:
18. ¿Cua´nto tiempo (en minutos) ha empleado para llevar a cabo la tarea propuesta?
19. ¿Tiene alguna sugerencia para mejorar el editor?
a) No.
b) S´ı.
En caso afirmativo, especifique cua´les:
