Abstract-In the current world, encryption plays a significant role in securing relevant information from attackers. The applications of such protocols fall under numerous categories ranging from internet banking to Internet of Things (IoT). Many standards and developed encryption protocols are available as resources and are used based on the requirements. If the attacker has access to shared keys between devices, it doesn't take long to decrypt the information by using any of the standard encryption algorithms. Therefore, there is a necessity to build strong and complex encryption algorithms. In this paper, we propose a customized encryption algorithm and an authentication scheme to safely transfer information. This algorithm is a variation of Advanced Encryption Standard (AES) and devises a new protocol for key establishment. The implementation of communication protocol between two devices, with a prospect of working with multiple devices using a centralized server is presented. The outcome is to establish a different approach towards encryption and enhance security by providing protection against Man-in-the-Middle attacks. The customized algorithms are implemented using Python.
I. INTRODUCTION
AES is the most widely used encryption algorithm in different applications. One of its main applications is in the SSL and TLS protocols [1] . The computational speed of the algorithm makes it more efficient. Keys of AES are usually 128, 192 and 256-bits in size, in our implementation a 128-bit key has been used. The internal computations of the algorithm are performed in Galois Fields (GF(2 m )) [2] . When m=8 i.e., GF(2 8 ), these fields are known as AES fields. The 256 elements present in these fields exhibit additive, multiplicative and inverse properties and their computations are executed in modulo arithmetic. If the result of these operations is greater than the largest element of the group, they are reduced using polynomial division. The standard irreducible polynomial for GF (2 8 ) is x 8 +x 4 +x 3 +x+1, which contributes towards the building layers of the algorithm [3] .
The algorithm comprises of Byte-Substitution Layer, Shiftrows layer, Mixcolumn layer and Key-Addition layer as shown in Fig. 1 . The shift rows and the mix column layer can be collectively termed as the diffusion layer. By performing GCDEX (greatest common divisor and extended euclidean algorithm) of elements with the standard polynomial, the multiplicative inverse tables are created. The byte substitution layer consists of the s-boxes which are computed using inverse tables and affine mapping [4] . The plaintext has to pass through all the four layers to get converted into a ciphertext.
Fig. 1: AES Process Flow
On the contrary, RSA is a public key algorithm with the key sizes ranging from 512 to 2048-bits. Due to low computational speeds, they are often used to encrypt symmetric keys. DiffieHellman Key exchange protocol uses a combination of AES and RSA algorithms resulting in reliable cryptosystems [5] . It tends to enhance speed and accuracy.
In the process of developing a new algorithm, it is important to keep in mind that the algorithm has to be as secure as the existing ones, if not better. Therefore, a customized encryption technique which is a variation of AES is introduced.
In addition to adopting a customized algorithm, it is also important to ensure the authentication of the connected devices. We come across a lot of attacks where an unknown user tries to interrupt communication between authorized devices. In most of the cases, the devices get connected through a handshake protocol where they agree on a common encryption algorithm to be used and thereby establish the secure communication medium and share the necessary keys. If the malicious user has access to shared keys, there could be chances of determining the encryption algorithm by launching many attacks. Thus, it is necessary to develop secure authentication schemes where the attacker can't imitate someone's identity and get access to the keys. An authentication protocol along with the communication 
protocol using a centralized server is also presented in this paper.
The rest of the paper is organized as follows. Section II provides an overview and design of the customized encryption algorithm. Section III describes the implementation and security features offered by the approach. Limitations of the proposed approach have been discussed in Section IV. Finally, we conclude the paper in Section V.
II. CUSTOMIZED ENCRYPTION APPROACH
As described in introduction, the standard polynomial x 8 +x 4 +x 3 +x+1 used in AES, is one of the many irreducible polynomials that exist for GF (2 8 ). For every GF(2 m ), the polynomials exist between 2 m and 2 (m+1) . Likewise, 16 such irreducible polynomials other than the standard polynomial, exist between 2 8 and 2 9 for GF (2 8 ) [6] . The list of polynomial equations are presented in Table I . The 256 elements form multiplicative inverse tables with all the polynomials resulting in sixteen S-boxes and sixteen inverse S-boxes. These boxes are stored in the database of the devices. The S-box and Inverse S-box representation of the fourth polynomial equation from Table I is given as an example in Fig. 2 . As compared to the AES framework, the customized protocol differs in the following ways:
1) The Byte-substitution layer retrieves one of the sixteen S-boxes based on the selection. 2) Mixcolumn layer uses the selected polynomial for modulo reduction.
A. Methodology
The customized approach is as follows: The coefficients of every equation from the table, are fed as inputs to a gate block. For instance, 9-bit data representation of x 8 + x 6 + x 3 + x 2 + 1 is 101001101. In this algorithm, the gate layer uses an XOR function. In future developments, this could be used as reference 
to build the layer with sophisticated logic gate functions. An XOR operation is performed between the input bit and another 9-bit input in the gate function resulting in a 9-bit output as shown in Fig. 3 . The function acts as an added layer of security to increase the complexity. Using an RNG (Random Number Generator) function, a 512-bit number is generated. Every 9-bit of the output is compared to 9-bits of the random number one after the other until a match is found. The scan happens in a clockwise direction [6] . Since 512-bits can be split into 56 nine bit numbers only, the remaining 8-bits and the first bit of the random number form a 9-bit pair. The corresponding primitive polynomial of the matched output bit is the polynomial used for the encryption algorithm. If no match is found, the first equation in the table is chosen as the primitive polynomial and as for the key, the 128 most significant bits of the 512-bit number are selected by default.
The 128-bit key is selected from the 512-bit random number, starting with the bit after the block of 9-bits that selected the primitive polynomial. The 128-bits are selected cyclically, i.e., if we reach the last bit while scanning the 512-bit random number, then we continue into the first bit and beyond until we select all the 128 bits needed for the key. Fig. 4 is an example of key establishment protocol. Once the primitive polynomial and 128-bit key are determined, the proposed algorithm differs from AES in the following ways: • The Byte-substitution transformation retrieves one among the sixteen S-boxes and sixteen inverse S-boxes from the stored tables, with the selected polynomial as a base. Whereas in AES only one S-box and inverse S-box of the standard polynomial is used.
• In the mixcolumn transformation, the selected polynomial is used by the matrix and inverse matrix operations, unlike AES that uses only one polynomial.
• In AES, the 128-bit key is randomly generated using an RNG. In the proposed algorithm the 128-bit key is generated using the described key selection process.
Both the encryption and decryption algorithms are set up in all the devices and are enabled depending on whether the device is a sender or receiver. The Shiftrow layer operations remain the same in both the algorithms. 
B. Communication Protocol
Once the algorithms are put together in the communicating devices, the protocol on the sender's end work as shown in Fig.  5: 1) Device A computes its private (a) and public keys (K A ).
2) It composes the message (X). The message digest (Z) of the message is produced using SHA-256 hash function (h(x)).
3) The hash is encrypted (U) with the private key of the device A. 4) The 512-bits (R) are produced using a random number generator and are encrypted using the public key shared by device B (K B ). 5) Using the customized algorithm, the polynomial and 128-bit key are chosen. 6) The message is encrypted using the selected key. Finally, the encrypted message (Y), random number (Y B ) and hash (U) are sent to device B.
The decryption at the receiver's end are as follows:
1) Device B decrypts the random number using its private key (b). 2) Using the algorithm, it deduces the 128-bit key and decrypts the message. 3) Decrypts the hash using the shared public key of device A (K A ) 4) Creates message digest using the same hash function. 5) Compares the decrypted and computed hashes to check the integrity of the message.
Fig. 5: Communication Protocol
From this protocol, we understand that the communicating devices need to possess public keys of the devices they want to connect. They need to be sure about sharing the public key with the intended users only, as there are chances of spoofing identities. The complex feature of the algorithm ensures safe transmission as attackers cannot decrypt the text despite having access to keys. However, our intention is to increase security by authenticating the keys.
C. Authentication Protocol
All the devices participating in the network are assigned unique identities [6] . In our approach we introduce a cerntralized server which maintains a record of the unique ID numbers and public keys of all the devices know by their user names R A , R B , R C . The server possesses a public (K S ) and private key (s). The public key of the server is pre-stored into all the devices participating in the network. For a device to establish a communicating medium with another device, it first has to prove its identity to the server. It encrypts its ID with the public key of the server and sends it along with the details of the device it wants to connect. The server decrypts the message with its private key and provides the requested public key after verifying the ID from the stored records. The devices then begin to share messages as described in the communication protocol. The advantage of having such a centralized server is, if a new participant is added to the network, instead of updating all the devices, only the server's database needs to be updated with the public keys and ID's of new entries. Thus, having a centralized server avoids unnecessary computations. and obtains K B . 5) Now, using the communication protocol, A sends the encrypted parameters Y, Y B and U to device B (final step of the communication protocol is shown here). 6) Device B encrypts its ID (I B ) and sends it to the server as it needs public key of device A (K A ) to decrypt the hash (U). 7) The server then verifies the ID and provides the public key, thereby allowing the devices to communicate.
III. SECURITY ANALYSIS
The Man In The Middle (MITM) attack allows the malicious or unauthorized users to access data through the backdoor [7] . Let us consider the following scenario as an example. If the attacker obtains the identity of device A, he can request the server as device A to establish a connection with device B as shown in Fig. 7 . The server provides the public key since the verification results are correct. Device B blindly trust the attacker as the trusted third party approves him as an authorized user. In this case, device B is highly prone to the threat of disclosing information to the malicious user.
The customized protocol can tackle the attack this way: When the device B needs to decrypt the hash of the message, it requests the server for the public key of Device A. Server provides the public key K A to B. Unless the attacker encrypts the hash with the private key of A or replaces the public key sent by the server with his public key, it is less likely that the verification turns out to be true. Thus even when the attacker obtains the authorization from the server, it is hard to run the attack successfully. This way, the integrity of the message is ensured. Table II . An unique ID is assigned to every device to ensure confidentiality. The server can easily identify the unauthorized users trying to spoof their identities. One of the strongest features of the proposed protocol is that, to connect to the server, the user needs to possess the public key of the server which is pre-stored in all the participating devices as described in the authentication protocol. The feature acts as a digital certificate [8] on a small scale as a trusted third party legally approves all the devices as authorized users. Above all, gate function is the most significant feature as its complexity makes it impossible to determine the encryption technique used. Even if one of the services is compromised, the other act as an alternative mechanism in obstructing the attacks.
IV. LIMITATIONS
In our implementation, the private and public keys of the devices are determined only once. Therefore, the devices don't need approval from the server every time they want to communicate. Once they have the public keys shared by the server, they are authorized. The consequence of this is, if the system is prone to compromise the keys after establishing a connection, the centralized server no longer provides help. The case is less likely to happen as hash functions still ensure non-repudiation.
However, it is more beneficial to generate keys on a regular basis and update the server with new public keys of the devices. One other limitation is that the algorithm involves lots of computations resulting in longer execution times as compared to the standard methods.
An ideal encryption algorithm tries to provide maximum system security but can still be prone to attacks beyond prediction. The proposed protocol has been designed to be as secure as possible. An added gate layer is one of the biggest advantages of this algorithm. However, if the attacker manages to penetrate through this complex layer by any means, the algorithm is prone to vulnerabilities as any other security algorithms in the market.
V. CONCLUSION
The necessary resources such as sixteen S-boxes, inverse S-boxes, multiplicative inverse tables required for the working of customized algorithm were implemented using Python. The key generation and selection protocol have been programmed in Python as well. The acquired tables used with AES framework resulted in text encryption and decryption. In a client-server environment, we implemented our centralized distribution of public keys. The RSA and SHA-256 algorithms imported from standard libraries were used to compute private keys, public keys and hash functions.
Involving Internet of Things (IoT) in cryptography is an emerging domain. One of the core elements in securing an IoT infrastructure is around device identification and mechanisms to authenticate it [9] . Consequently, authentication and authorization will require appropriate re-engineering to accommodate the new IoT connected world. The proposed algorithm might find advantageous applications in the IoT since new authentication schemes that can be built using the experience of the existing encryption/authentication algorithms are required. In addition to this, it can achieve prominence in secure robotic communications as well. Overall, the algorithm aims to provide a highly secure and stable encryption. Evaluating and optimizing the computational capabilities of the proposed algorithm could be one of the cases used for further research.
