Commons without tragedy: das Beispiel Open Source Software by Osterloh, Margit & Luethi, Roger
University of Zurich
Zurich Open Repository and Archive
Winterthurerstr. 190
CH-8057 Zurich
http://www.zora.uzh.ch
Year: 2008
Commons without tragedy: das Beispiel Open Source Software
Osterloh, M; Luethi, R
Osterloh, M; Luethi, R (2008). Commons without tragedy: das Beispiel Open Source Software. In: Eifert, M;
Hoffmann-Riem, W. Geistiges Eigentum und Innovation. Berlin, 145-164.
Postprint available at:
http://www.zora.uzh.ch
Posted at the Zurich Open Repository and Archive, University of Zurich.
http://www.zora.uzh.ch
Originally published at:
Eifert, M; Hoffmann-Riem, W 2008. Geistiges Eigentum und Innovation. Berlin, 145-164.
Osterloh, M; Luethi, R (2008). Commons without tragedy: das Beispiel Open Source Software. In: Eifert, M;
Hoffmann-Riem, W. Geistiges Eigentum und Innovation. Berlin, 145-164.
Postprint available at:
http://www.zora.uzh.ch
Posted at the Zurich Open Repository and Archive, University of Zurich.
http://www.zora.uzh.ch
Originally published at:
Eifert, M; Hoffmann-Riem, W 2008. Geistiges Eigentum und Innovation. Berlin, 145-164.
1 
Commons without Tragedy: Das Beispiel Open Source Software 
Margit Osterloh/Roger Lüthi 
 
 
I. Einleitung: Behindern oder fördern Gemeingüter Innovationen? 
 
In der Diskussion um geistiges Eigentum wird heute üblicherweise davon ausgegangen, dass 
Innovation durch starke geistige Eigentumsrechte gefördert wird.1 Der Begriff „Geistiges 
Eigentum“ ist eine Sammelbezeichnung für so unterschiedliche Rechte wie Urheberrecht, 
Patentrecht und Markenrecht. Diese Eigentumsrechte sollen verhindern, dass Probleme der 
Unterversorgung und Übernutzung auftreten,2 welche in der Literatur als „Tragedy of the 
Commons“ (zu deutsch „Tragödie der Allmende“) diskutiert werden.3 Das klassische Beispiel 
ist die gemeinschaftlich genutzte Weide, auf der zu viele Kühe grasen. 
 
Wir zeigen in diesem Beitrag am Beispiel Open Source Software,4 dass die „Tragedy of the 
Commons“ keineswegs zwingend ist. Es gibt nicht nur „Commons without Tragedy“, sondern 
unter bestimmten Bedingungen fördert das Gemeineigentum sogar die Innovation. Folgt man 
dieser Argumentation, dann besteht die Gefahr, dass die Verstärkung von geistigen 
Eigentumsrechten – zum Beispiel die Anwendung von Patentrecht auf Software – die 
dringend erwünschte Innovationstätigkeit verringert. 
 
In Teil II skizzieren wir die ökonomische Argumentation, die der These der „Tragedy of the 
Commons“ zu Grunde liegt, sowie mögliche Lösungsansätze aus der ökonomischen 
Perspektive. In Teil III zeigen wir am Beispiel von Software auf, wie das Problem 
anderweitig gelöst werden kann und welchen Einfluss staatliche Regulierungen in diesem 
Bereich haben. Wir vergleichen die Auswirkungen der umstrittenen Patentierung von 
Software mit den Auswirkungen von Patenten in der Pharmaindustrie, um herauszufinden, 
unter welchen Umständen Patente sinnvoll sind und wo nicht. Wir kommen zum Ergebnis, 
dass in sogenannten „Kleinkosten-Situationen“ unter bestimmten Bedingungen Commons 
innovationsförderlich sind, weshalb unter diesen Bedingungen eine Ausweitung des 
Patentschutzes nicht sinnvoll ist. 
                                                          
1
 Z. B. Machlup, Fritz, Patents and Inventive Effort, Science 133 (1961), S. 1463-1466. North, Douglass C., 
Structure and Change in Economic History, 1981. Boldrin, Michele/David Levine, The Case against 
Intellectual Property, The American Economic Review 92 (2002), S. 1. 
2
 Beim Markenrecht dominiert die Gefahr der Übernutzung, während beim Patentrecht und Urheberrecht die 
Unterversorgung als zentrales Problem gilt.  
3
 Hardin, Garrett, The Tragedy of the Commons, Science 162 (1968), S. 1243-1248. 
4
 Auch bekannt als quelloffene Software oder Free and Open Source Software (FOSS). 
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II. “Tragedy of the Commons” – die ökonomische Sicht 
1. Definition Gemeingut, Commons bzw. Allmende 
Ein Gemeingut (englisch Commons) oder eine Allmende5 ist eine Ressource, welche für alle 
potentiellen Nachfrager frei zugänglich ist und gemeinschaftlich genutzt wird. Lessig 
definiert freien Zugang folgendermaßen: „Eine Ressource ist ‚frei’, wenn (1) man sie ohne 
Erlaubnis nutzen kann; oder (2) die benötige Erlaubnis neutral vergeben wird“.6 Ursprünglich 
bezog sich der Begriff auf knappe, materielle Güter. In neuerer Zeit wird er jedoch auch für 
immaterielle Güter wie Software, wissenschaftliche Erkenntnis oder Kultur verwendet.7 
2. Probleme der Allmende 
In seinem berühmten Artikel über Allmenden argumentiert Hardin, dass die Begrenztheit 
irdischer Ressourcen unweigerlich zu einer Übernutzung führe, wenn die Gesellschaft deren 
Nutzung nicht beschränke. Sonst drohe, so Hardin, eine „Tragödie der Allmende“.8 Wie 
schon Olson zuvor kritisiert er die Auffassung, dass individuell rationale Entscheidungen 
immer auch im Sinne der Gruppe oder Gesellschaft seien – eine Vorstellung, die er auf Adam 
Smith zurückführt.9 
 
Die „Tragödie der Allmende“ wurde zu einer vielzitierten Metapher.10 Sie steht heute oft als 
Bezeichnung für zahlreiche Probleme, bei denen individuell rationales Handeln zu einem 
kollektiv schlechten Resultat führt.11 Dazu gehört auch die Unterversorgung bei immateriellen 
Gemeingütern: diese sind zwar grundsätzlich unerschöpfliche Ressourcen, d.h. sie weisen 
keine Rivalität im Konsum auf und können deshalb nicht übernutzt werden (wie etwa 
gemeinschaftlich genutzte Weiden). Wenn diejenigen nicht ausgeschlossen werden, die zu 
ihrer Erstellung nichts beigetragen haben, entsteht das Problem der Unterversorgung. Warten 
alle darauf, sich aus der Allmende kostenlos bedienen zu können, wird sie nicht in 
genügender Menge bereitgestellt. Probleme dieser Form nennt man allgemeiner ein „soziales 
Dilemma“: Dieses ist dadurch gekennzeichnet, dass (a) Beiträge zum Gemeingut im Interesse 
aller beteiligten Individuen wären aber (b) egoistische Interessen diese verhindern.12 
                                                          
5
 Im Folgenden verwenden wir Commons, Allmende und Gemeingüter synonym. 
6
 Lessig, Lawrence, The Future of Ideas, 2001, S. 12. 
7
 O’Mahony, Siobhán, Guarding the commons: how community managed software projects protect their work, 
Research Policy 32 (2003), S. 1179-1198. Nelson, Richard R., The market economy, and the scientific 
commons, Research Policy 33 (2004), S. 455-471. Lessig, Lawrence, Free Culture, 2004, S. 282. 
8
 Hardin (Fn. 3). 
9
 Hardin (Fn. 3), S. 1244. Olson, Mancur, The Logic of Collective Action: Public Goods and the Theory of 
Groups, 1971 [1965], S. 1, 2. 
10
 Hess, Charlotte, The comprehensive bibliography of the commons, zu finden in der Digital Library of the 
Commons, http://dlc.dlib.indiana.edu/cpr/index.php (Zugriff am 15. September 2007) hat über 45,000 Zitate 
zum Thema Allmende aufgelistet. 
11
 Dietz, Thomas, The Darwinian trope in the drama of the commons: variations on some themes by the Ostroms, 
Journal of Economic Behavior & Organization 57 (2005), S. 209. 
12
 Dawes, Robyn M., Social dilemmas, Annual Review of Psychology 31 (1980), S. 169-193, definiert ein 
soziales Dilemma als eine Situation, in der 
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3. Standardlösung für die Allmende-Problematik aus der Sicht der Ökonomik: Privatisierung 
und zentrale Kontrolle 
Aus der Sicht der Standardökonomik gibt es zwei Lösungen für die Problematik materieller 
Gemeingüter: Privatisierung der Ressourcen oder eine Zentralgewalt, welche die Kontrolle 
über die Gemeingüter ausübt. Private Ressourcen werden nicht übernutzt. Deshalb ist 
Privatisierung eine Lösung für Güter, die sich abgrenzen lassen. Ist dies nicht der Fall, etwa 
bei Luft oder Wasser, muss aus dieser Sicht der Staat als ein externer „Leviathan“ das 
erwünschte Verhalten erzwingen.13 
 
Die Lösung der Allmende-Problematik bei immateriellen Gütern folgt denselben Prinzipien. 
Temporäre Privatisierung der Resultate geistiger Tätigkeit durch das Urheber- und Patentrecht 
ist ein Anreiz für Investitionen in Innovationen. Staatliche Regulierung und Finanzierung über 
Steuergelder ist immer dann erforderlich, wenn – wie etwa bei Grundlagenforschung – die 
Abschätzung des zu erwartenden Nutzens schwierig ist.14 
4. Die Wiederentdeckung der Allmende 
Die ökonomische Standard-Argumentation wurde von Elinor Ostrom in Frage gestellt.15 In 
ihrem einflussreichen Buch „Die Verfassung der Allmende“ geht sie vorwiegend auf 
materielle Gemeingüter ein: Weder dem Staat noch dem Markt gelingt es durchwegs, 
natürliche Ressourcen nachhaltig und produktiv zu nutzen. Daher lohnt sich ein Studium der 
Vielfalt alternativer Lösungsansätze wie sie in der Realität angetroffen werden. Ostrom 
ermittelt empirisch, unter welchen Bedingungen die erfolgreiche Bewirtschaftung von 
materiellen Gemeingütern möglich ist, ohne dass eine „Tragödie der Allmende“ auftritt. Diese 
sind im wesentlichen (a) klar definierte Grenzen des Zugangs zu den gemeinschaftlichen 
Ressourcen, (b) partizipative Definition der Nutzungsregeln, (c) wechselseitige soziale 
Kontrolle und (d) lokale Konfliktlösungsarenen.16 
 
In Bezug auf immaterielle Güter, bei welchen Übernutzung kein Problem darstellt, spielen 
Gemeingüter zumindest implizit immer eine Rolle.  
- Sowohl das Urheber- als auch das Patentrecht gewähren nur ein zeitlich begrenztes 
privates Verfügungsrecht. Sie entlassen immaterielle Güter nach Ablauf der 
Schutzdauer in die Gemeinfreiheit. Dort können sie als Material für neue Werke und 
                                                                                                                                                                                     
a) each individual receives a higher payoff for a socially defecting choice (e.g. using all the energy 
available, polluting his or her neighbours) than for a socially cooperative choice, no matter what the 
other individuals in society do, but 
b) all individuals are better off if all cooperate than if all defect. Zur ausführlichen Diskussion vgl. Weibel, 
Antoinette, Kooperation in Netzwerken, 2004. 
13
 Hardin (Fn. 3). 
14
 Vgl. hierzu ausführlich Nelson, Richard R., The Simple Economics of Basic Scientific Research, The Journal 
of Political Economy 67 (1959) und Nelson (Fn. 7). 
15
 Ostrom, Elinor, Die Verfassung der Allmende: Jenseits von Staat und Markt, 1999, S. 1-2. 
16
 Ostrom (Fn. 15), S. 117. Ein Vergleich zwischen den Bedingungen für die Funktionsfähigkeit von Allmenden, 
die Ostrom behandelt, und “Software-Allmenden” beim immateriellen Gut Software findet sich bei Kuster, 
Bernhard/Osterloh Margit, Vertrauen in geographisch verteilten Gruppen – die Hudson's Bay Company und 
Open Source Produktion, in: Margit Osterloh/Antoinette Weibel, Investition Vertrauen, 2006, S. 207-239. 
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Entwicklungen dienen. Zugleich wird das Patentrecht nur im Austausch für die 
Freigabe von relevanten Informationen in der Patentschrift gewährt, welche von 
anderen Nutzern zur Förderung des technischen Fortschritts aufgegriffen werden 
können.17 
- Die Ergebnisse öffentlich finanzierter Forschung waren bislang der Allgemeinheit frei 
zugänglich.  
 
5. Die erneute Verdrängung von Allmenden 
In jüngerer Vergangenheit gibt es allerdings eine Tendenz zur Privatisierung ehemals 
öffentlicher Forschung. Bahnbrechend hierfür war in den USA der Bayh-Dole Act, welcher 
Universitäten ermuntert, Forschungsresultate nach Möglichkeit zu patentieren.18 
 
Diese Entwicklung wird von vielen Innovationsforschern kritisch kommentiert.19 Unter ihnen 
herrscht weitgehend Einigkeit, dass wissenschaftlicher und technischer Fortschritt ein 
evolutionärer Prozess ist. Technischer Fortschritt wird begriffen als ein kollektiver, kultureller 
und evolutionärer Prozess.20 Ausgehend von früheren Erfolgen und Misserfolgen findet eine 
Vielzahl konkurrierender Entwicklungsanstrengungen gleichzeitig statt, welche nur selten zu 
großen Technologiesprüngen führen. Die üblichen Früchte des Erfolgs sind bescheidene 
Verbesserungen oder Serendipitätseffekte, d.h. ungeplante Inventionen. Unerwartete 
Entdeckungen und Anwendungen sind ein wichtiger Grund, warum sich wissenschaftliche 
Grundlagenforschung oft für die Praxis auszahlt.  
 
Unter bestimmten Umständen können Patente diesem Prozess mehr schaden als nützen.21 
Dies ist besonders dann der Fall, wenn ein Forschungs- oder Entwicklungsprojekt die Patente 
anderer verletzt. Bekannte Beispiele sind einerseits Patente auf Forschungswerkzeuge und 
andererseits Anwendungen, für deren Umsetzung Patente mehrerer Inhaber nötig sind.22 Zwar 
könnten diese Probleme durch Verhandlungen und Patentlizenzierungen gelöst werden. 
Jedoch gibt es zahlreiche Hindernisse: 23 
- Transaktionskosten: Verhandlungslösungen sind teuer. Ihre Kosten steigen tendenziell 
mit der Zahl beteiligter Rechteinhaber. 
- Strategisches Patentieren: Patente können strategisch eingesetzt werden, etwa zur 
Vereitelung der Pläne von Konkurrenten oder gar um den Marktzutritt generell zu 
verwehren. Patente werden heute in vielen Fällen nicht erworben, um Innovationen zu 
                                                          
17
 Machlup (Fn. 1). 
18
 Nelson (Fn. 7), S. 462. 
19
 Nelson (Fn. 7). Hess, Charlotte/Elinor Ostrom, Ideas, Artifacts, and Facilities: Information as a Common-Pool 
Resource, Law and Contemporary Problems 66 (2003), S. 111-145. 
20
 Nelson (Fn. 7), S. 458. Merges, Robert P./Richard R. Nelson, On the Complex Economics of Patent Scope, 
Columbia Law Review 90 (1990), S. 839-916. 
21
 Vgl. Hilty, Reto M./Christophe Geiger, Patenting Software? A Judicial and Socio-Economic Analysis, 
International Review of Intellectual Property and Competition Law 36 (2005), S. 615-646. 
22
 Nelson (Fn. 7), S. 464. Scotchmer, Suzanne, Standing on the Shoulders of Giants: Cumulative Research and 
the Patent Law, Journal of Economic Perspectives 5 (1991), S. 29-41 
23
 Heller, Michael A./Rebecca S. Eisenberg, Can Patents Deter Innovation? The Anticommons in Biomedical 
Research, Science 280 (1998), S. 698-701. 
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ermöglichen, sondern um als „bargaining chips“ die Innovationen von Konkurrenten 
zu verteuern.  
- Selbstüberschätzung: Patentinhaber neigen dazu, den Wert ihrer Patente systematisch 
zu überschätzen und daher zu hohe Nutzungsgebühren zu verlangen. 
 Diese Hindernisse führen zur gegenseitigen Blockierung, die als „Tragedy of the Anti-
Commons“ in die Literatur einging. Je ausgeprägter diese Hindernisse sind, desto größer sind 
die relativen Vorteile von Gemeingütern, d.h. der Nichtprivatisierung von Gütern. 
 
Parallel zur Diskussion über die „Tragedy of the Commons“ versus der „Tragedy of the Anti-
Commons“ sorgte ein alternatives Innovationsmodell für Aufsehen: Open Source oder 
quelloffene Software.24 In ihren Lizenzierungsbedingungen verzichten die beteiligten 
Produzenten zu Gunsten einer Allmende explizit auf große Teile der Rechte, die das 
Urheberrecht für Software gewährt. 
 
Im nächsten Teil werden wir Faktoren diskutieren, welche diese Entwicklung begünstigen. 
III. Das Beispiel Software 
 
Software ist ein besonderes Gut. Auch unter den immateriellen, technischen Gütern nimmt 
das Computerprogramm eine Sonderstellung ein: sein Konstruktionsplan – der Quellcode – 
wird ohne nennenswerte Kosten in das Endprodukt übersetzt. Aus dem Endprodukt – der 
ausführbaren Anwendung – lässt sich allerdings nur sehr eingeschränkt auf den 
ursprünglichen Quellcode schließen; darin ähnelt der Quellcode Kochrezepten. 
 
In den meisten Ländern hat der Gesetzgeber Software unter den Schutz des Urheberrechts 
gestellt. Die Förderung gemeinfreien Wissens gerät dabei ins Hintertreffen. Das lässt sich 
daran erkennen, dass die Endprodukte genauso durch das Urheberrecht geschützt sind wie die 
Konstruktionspläne, selbst wenn letztere nie offengelegt werden. Wird der Quellcode geheim 
gehalten, gewinnt die interessierte Öffentlichkeit mit dem Auslaufen des Schutzrechts wenig 
– anders als etwa bei Büchern, Photos oder Musik. Hinzu kommt, dass die Schutzdauer bei 
Software die wirtschaftliche Nutzbarkeit um Größenordnungen übersteigt. In einigen Staaten 
werden darüber hinaus Patente auf Software gewährt.25  
 
Zwei Modelle dominieren die Produktion von Software. Proprietäre Software hat einen 
Eigentümer, welcher über deren Nutzung bestimmt. Er kann die Software selbst verwenden 
oder als Endprodukt an Benutzer lizenzieren, welche ein begrenztes Nutzungsrecht erwerben. 
Der Quellcode bleibt beim Hersteller. Quelloffene oder Open Source Software steht hingegen 
den Benutzern als Quellcode zur Verfügung. Diesen werden dabei weitgehende Rechte 
                                                          
24
 Für einen Vergleich dieses Innovationsmodells mit der im 19. Jahrhundert praktizierten “Collective Invention” 
siehe Osterloh, Margit/Sandra Rota, Open source software development: Just another case of collective 
invention?, Research Policy 36 (2007), S. 157-171. 
25
 Prominentestes Beispiel sind die USA. Aber auch in Europa ist indirekter Patentschutz für Software gängige 
Praxis, vgl. Beresford, Keith, European patents for software, E-commerce and business model inventions, 
World Patent Information, 2001, S. 253-263. 
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eingeräumt. Die Finanzierung erfolgt aus einer Vielfalt von Quellen, auf die wir in den 
folgenden Abschnitten eingehen werden.26 
1. Quelloffene Software: wie sie funktioniert 
Die gemeinschaftliche Bewirtschaftung knapper Ressourcen wird dadurch erschwert, dass 
eine unkooperative Minderheit die „Tragödie der Allmende“ in Form der Übernutzung 
herbeiführen kann, wenn sie nicht daran gehindert wird. Die Überfischung der Ozeane 
beispielsweise kann nicht gestoppt werden, so lange einige wenige Länder sich einer 
maßvollen Nutzung verweigern. Anders ist die Situation, wenn das Problem Unterproduktion 
heißt. Dieses kann nämlich von einer kleinen, zur Kooperation entschlossenen Minderheit 
gelöst werden 
 
Quelloffene Software wird von einer solchen Minderheit produziert. Die Beiträge zu dieser 
„Software-Allmende“ kommen aus den unterschiedlichsten Quellen. Das Spektrum reicht von 
Hobbyprogrammierern und Studenten bis zu öffentlichen Institutionen und kommerziellen 
Unternehmen. Sie verbindet, dass sie den Benutzern ihrer Software den Quellcode mit 
weitgehenden Rechten anbieten. Die Programme dürfen für jeden – auch kommerziellen – 
Zweck eingesetzt, im Quellcode studiert, verändert und weiterverteilt werden. Einzig das 
Recht auf Weiterverteilung wird von einigen dieser Lizenzen an Bedingungen geknüpft. So 
verlangen verschiedene Lizenzen, dass Autorennamen oder Lizenzbestimmungen nicht aus 
dem Quellcode entfernt werden dürfen, oder dass ein Programm einschließlich allfälliger 
Änderungen nur als quelloffene Software zu denselben Bedingungen weitergegeben werden 
darf. 
 
2. Motivation in Open Source Projekten 
 
Warum tragen viele Open Source Programmierer unentgeltlich zu einem Gemeingut bei? 
Diese Frage wurde in zahlreichen empirischen Studien untersucht.27 Die dabei gefundenen 
zentralen Motive werden oft in zwei idealtypische Motivationsklassen eingeteilt, intrinsische 
und extrinsische Motivation.28  
 
Extrinsische Motivation wirkt durch eine indirekte Bedürfnisbefriedigung, hauptsächlich in 
Form von monetärem Nutzen. Intrinsische Motivation hingegen bewirkt eine direkte 
Bedürfnisbefriedigung. Aktivitäten werden um ihrer selbst ausgeführt. Das ideale 
Anreizsystem für intrinsische Motivation besteht im Arbeitsinhalt selber. Intrinsische 
                                                          
26
 Verschiedene Mischformen existieren, sind aber vergleichsweise selten. 
27
 Z.B. Ghosh, Rishab A./Rüdiger Glott/Bernhard Krieger/Gregorio Robles, Survey of Developers, in Free/Libre 
and Open Source Software 2002. Hars, Alexander/Shaosong Ou, Working for Free? Motivations for 
Participating in Open-Source Projects, International Journal of Electronic Commerce 6 (2002), S. 25-39. 
28
 Deci, Edward L./Richard M. Ryan, Self-Determination in Human Behavior, 1985. Frey, Bruno S., Not Just for 
the Money: An Economic Theory of Personal Motivation, 1997. Osterloh, Margit/Bruno S. Frey, 
Motivation, Knowledge Transfer, and Organizational Forms, Organization Science 11 (2000), S. 538-550. 
Intrinsische und extrinsische Motivation stellen nur die entgegengesetzten Enden eines breiten Kontinuums 
dar (Deci, Edward L./Richard M. Ryan, The „What“ and „Why“ of Goal Pursuits: Human Needs and the 
Self-Determination of Behavior, Psychological Inquiry 11 (2000), S. 227-268). Wir halten uns hier an diese 
grobe Unterteilung, da sie sich in der empirischen Literatur zu Open Source weitgehend durchgesetzt hat. 
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Motivation kann sich einerseits auf das reine Vergnügen bei der Ausübung einer Aktivität 
beziehen,29 wie z. B. wenn man ein Spiel spielt oder ein gutes Buch liest. Sie kann sich aber 
auch auf prosoziale Motive beziehen.30 In diesem Fall wird der Nutzen einer größeren 
Gemeinschaft in die persönliche Nutzenfunktion miteinbezogen, wie das z. B. beim Spenden 
der Fall ist,31 bei Organizational Citizenship Behavior,32 oder wenn man sich freiwillig an 
Regeln hält, auch wenn es nicht im eigenen Interesse ist, das zu tun.33 
 
Die empirischen Untersuchungen haben ergeben, dass im Fall von Open Source 
Programmierern sowohl extrinsische als auch intrinsische Motive am Werk sind.34 Die 
extrinsischen Anreize beziehen sich auf den Nutzen, den man durch die erweiterte 
Funktionalität einer Software erhält, Reputation und kommerzielle Interessen. Intrinsische 
Anreize betreffen den Spaß am Programmieren und soziale Normen.  
Nutzen durch erweiterte Funktionalität: Anwender tragen zur Entwicklung von Open Source 
Projekten bei, indem sie die Produkte an ihre spezifischen Bedürfnisse anpassen.35 Wenn sie 
ihre Erweiterungen oder Änderungen veröffentlichen, besteht die Chance, dass andere Nutzer 
diese weiterentwickeln und unterhalten. Da die Kosten einer Publikation im Internet sehr tief 
sind, kann sich eine solche Veröffentlichung auszahlen, auch wenn die Aussichten auf 
hilfreiche Rückmeldungen relativ gering sind.  
Reputation: Programmieren können indirekt einen monetären Nutzen erzielen, indem sie 
dadurch ihre Fähigkeiten demonstrieren. Sie können sich damit bei potentiellen Arbeitgebern 
einen Namen machen oder leichteren Zugang zu Venture Capital erhalten. Es ist leichter, sich 
durch Beiträge zu Open Source eine Reputation aufzubauen, als dies durch Mitarbeit in 
proprietären Projekten der Fall ist.36 Dies ist Systemen zu verdanken, welche die Beiträge 
einzelner Kontributoren auflisten und Mailing List Archive öffentlich zugänglich machen.  
Kommerzielle Anreize: Kommerzielle Unternehmen können durch den Verkauf von Support, 
                                                          
29
 Z.B. Csikszentmihalyi, Mihaly, Beyond boredom and anxiety, 1975. 
30
 Lindenberg, Siegwart, Intrinsic Motivation in a New Light, Kyklos 54 (2001), S. 317-342. 
31
 Frey, Bruno S. Frey/Stephan Meier, Pro-social behavior in a natural setting, Journal of Economic Behavior & 
Organization 54 (2004), S. 65-88. 
32
 Z.B. Organ, Dennis W./Katherine Ryan, A meta-analytic review of attitudinal and dispositional predictors of 
organizational citizenship behavior, Personnel Psychology 48 (1995), S. 775-802. 
33
 Tyler, Tom R./Steven L. Blader, Cooperation in Groups: Procedural Justice, Social Identity, and Behavioral 
Engagement, 2000. 
34
 Ghosh et al. (Fn. 27). Hars/Ou (Fn. 27). Lakhani, Karim R./Bob Wolf/Jeff Bates/Chris DiBona, The Boston 
Consulting Group Hacker Survey, 2002. 
35
 Von Hippel, Eric, The Sources of Innovation, 1988. Von Hippel, Eric/Georg von Krogh, Open Source 
Software and the “Private-Collective” Innovation Model: Issues for Organization Science, Organization 
Science 14 (2003), S. 209-223. 
36
 Lerner, Josh/Jean Tirole, Some Simple Economics of Open Source, Journal of Industrial Economics 50 
(2002), S. 197-234. Moon, Jae Yun/Lee Sproull, Essence of Distributed Work: The Case of the Linux 
Kernel, First Monday 5 (2000). 
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Dienstleistungen und Hardware profitieren.37 Red Hat, das bekannteste Beispiel hierfür, 
verkauft Support und Dienstleistungen zu Open Source Produkten. Andere Firmen wie 
Hewlett Packard und IBM tragen zu Open Source Projekten bei, um damit den Absatz 
komplementärer Güter (z.B. Drucker) zu fördern. 
 Spaß: Vielen Programmierern macht es einfach Spaß, an Open Source Projekten 
mitzuarbeiten. Sie betonen, dass sie Freude daran haben, Probleme zu lösen, zu Lernen und 
die eigenen Fähigkeiten in einer Gemeinschaft von Gleichgesinnten zu demonstrieren, und 
dass dies die wichtigsten Motive zur Mitarbeit darstellen. Mehr als 70% der Entwickler 
berichten, dass sie beim Programmieren sogar das Gefühl für die Zeit völlig verlieren.38 
Prosoziale Motive: Im Gegensatz zu der Tausch-Kultur, die üblicherweise in wirtschaftlichen 
Transaktionen vorherrscht, wird die Open Source-Gemeinschaft oft als eine Geschenk-Kultur 
beschrieben.39 Mitglieder dieser Gemeinschaft berichten, dass sie das Gefühl mögen, anderen 
zu helfen und der Gemeinschaft etwas zurück zu geben.40 Lakhani und von Hippel fanden in 
einer empirischen Studie über Apache Newsgroups, dass generalisierte Reziprozität („I have 
been helped before, so I reciprocate”, „I help now so I will be helped in the future”) sogar das 
am meisten genannte Motiv ist.41 Derartige Gemeinschaften tragen zum Gemeingut gleich auf 
zwei Ebenen bei: Erstens fördern sie die Qualität und Funktionalität des Projektes direkt 
(Gemeingut erster Ordnung). Zweitens tragen sie dazu bei, den Quellcode offen zu halten, 
Trittbrettfahrer zur Ordnung zu rufen und Appropriation zu verhindern (Gemeingut zweiter 
Ordnung).42  
Die Koexistenz von intrinsischen und extrinsischen Motiven ist für den Erfolg von Open 
Source zentral. Auf der einen Seite tragen intrinsisch motivierte Kontributoren dazu bei, in 
der Anfangsphase genug Schwung in ein Projekt zu bringen, so dass dieses überhaupt für 
extrinsisch motivierte Beitragende interessant wird.43 Auf der anderen Seite sorgen gerade 
extrinsisch motivierte Teilnehmer dafür, dass diese Software für einen breiteren 
Anwenderkreis attraktiv wird, der auch aus Laien besteht. 
 
Ob nun aber intrinsisch oder extrinsische motiviert: die Stärke der jeweiligen Motivation 
muss in einem günstigen Verhältnis zu den Kosten eines Beitrags stehen. Der Erfolg 
                                                          
37
 Vgl. Wichmann, Thorsten, Firms’ Open Source Activities: Motivations and Policy Implications, in: Free/Libre 
and Open Source Software, 2002. 
38
 Lakhani et al. (Fn. 34). 
39
 Z. B. Raymond, Eric S., The Cathedral & the Bazaar, 2001. 
40
 Faraj, Samer/Molly McLure Wasko, The Web of Knowledge: An Investigation of Knowledge Exchange in 
Networks of Practice, Arbeitspapier, 2001. 
41
 Lakhani, Karim R./ von Hippel, Eric, How open source software works: „free“ user-to-user assistance, 
Research Policy 32 (2003), S. 923-943. 
42
 Vgl. Osterloh/Rota (Fn. 24). Osterloh, Margit/Sandra Rota/Roger Lüthi, „Collective Invention“ als neues 
Innovationsmodell? in: Olga Drossou/Stefan Krempl/Andreas Poltermann, Die wunderbare 
Wissensvermehrung: Wie Open Innovation unsere Welt revolutioniert, 2006, S. 65-76. 
43
 Franck, Egon/Carola Jungwirth, Reconciling Rent-Seekers and Donators? The Governance Structure of Open 
Source, Journal of Management and Governance 7 (2003), S. 401-421 
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quelloffener Softwareproduktion basiert nicht zuletzt darauf, dass diese Kosten tief sind und 
tief gehalten werden. Auch intrinsisch motivierte Individuen werden eher zur Produktion 
eines Gemeingutes beitragen, wenn die Kosten gering sind.44 Es gibt auch für intrinsisch-
prosozial motivierte Anliegen eine fallende Nachfragekurve: Je teurer sie sind, desto weniger 
attraktiv sind sie.45 Wenn die Kosten jedoch tief sind, tragen viele Leute ein bisschen zum 
Gemeingut bei, sodass die Summe der Beiträge erheblich sein kann.46 
 
 
3. Open Source Software Produktion als „Kleinkostensituation“ 
 
Die quelloffene Produktionsmethode hält die Schwelle für potentielle Helfer tief und 
ermöglicht es, kleine Beiträge unterschiedlich motivierter Individuen kumulativ zu nutzen.47 
Dabei sind technische und institutionelle Gründe unterscheidbar.  
 
Technische Bedingungen für eine „Kleinkostensituation“ 
 
Verschiedene technische Faktoren wirken zusammen, dass die Kosten für Beiträge von 
Individuen und Firmen gemessen am (intrinsischen oder extrinsischen) Nutzen gering sind. 
 
a) Das Internet ermöglicht eine schnelle Koordination und Vertrieb weltweit zu tiefen 
Kosten. 
b) Software eignet sich hervorragend für die schon beschriebene evolutionäre 
Entwicklung technischen Fortschritts. Vorausgesetzt der Zugang zum Quellcode ist 
frei, beschränken sich die Kosten für ein Programm auf die Anpassung bestehender 
Software. Jede Verbesserung eines Programms hat das Potential, die verbleibenden 
Anpassungskosten für zusätzliche Benutzer weiter zu senken. In der Summe der 
Beiträge können die zahlreichen inkrementellen Beiträge zu einer beträchtlich 
verbesserten Software führen. 
c) Die Organisation der Software in Modulen erleichtert die Wiederverwendung 
bestehender Software und die gleichzeitige Arbeit an benachbarten Komponenten.  
d) Die Qualitätssicherung stützt sich bei Software generell, insbesondere aber bei 
quelloffener Software, verstärkt auf die Benutzer. Programme sind meist äußerst 
komplex und kommen üblicherweise mit kleineren und größeren Fehlern behaftet in 
Umlauf. In den meisten Branchen führen Korrekturen bei fehlerhaften Produkten zu 
teuren Rückruf-Aktionen, nicht jedoch bei der Produktion von Software. Dort werden 
regelmäßig Korrekturen für Fehler nachgeschoben, die erst von den Kunden entdeckt 
wurden. Unterstützt wird diese Form der Qualitätssicherung durch kurze, schnelle 
Feedback-Schleifen. Diese werden oft umschrieben mit dem Ausdruck „release early, 
release often“.48 Zahlreiche Benutzer der Software tragen schon dadurch zur 
„Software-Allmende“ bei, indem sie Probleme melden.  
 
                                                          
44
 Rose-Ackerman, Susan, Trust, honesty and corruption: reflection on the state-building process, European 
Journal of Sociology 42 (2001), S. 526-570. 
45
 North, Douglass C., Institutions, Institutional Change and Economic Performance, 1990, S. 43. 
46
 Kirchgässner, Gebhard, Towards a theory of low-cost decisions, European Journal of Political Economy 8 
(1992), S. 305-320. Kliemt, Hartmut, The veil of insignificance, European Journal of Political Economy 2 
(1986), S. 333-344. 
47
 Osterloh/Rota/Lüthi (Fn. 42). 
48
 Raymond, Eric S., The cathedral and the bazaar, Knowledge, Technology, and Policy 12 (1999), S. 28. 
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Institutionelle Bedingungen für eine „Kleinkostensituation“ 
 
Nicht nur technische Bedingungen sind ursächlich dafür, dass der Beitrag zur „Open Source-
Allmende“ eine „Kleinkostensituation“ darstellt. Maßgeblichen Einfluss haben auch bewusst 
gestaltete institutionelle Bedingungen. 
 
Einer der wichtigsten Faktoren sind die „Copyleft“-Lizenzen, welche einerseits die 
Opportunitätskosten eines Beitrags zur Open Source Software senken und damit die 
Attraktivität unerwünschter Handlungsweisen vermindern. Copyleft verlangt, dass eine 
weitere Verteilung der betreffenden quelloffenen Software – modifiziert oder nicht – nur zu 
denselben Bedingungen geschieht, d.h. mit den gleichen Rechten und Pflichten für die 
Empfänger. Wer ein Programm mit einer solchen Klausel weiterentwickeln möchte, hat nicht 
die Möglichkeit, das modifizierte Programm als proprietäre Software zu verkaufen. Die 
ursprüngliche Lizenz schließt diese Form der Weiterverteilung aus. Damit bleibt bloß die 
Wahl, die Verbesserung geheim zu halten oder sie als quelloffene Software weiterzugeben.49 
Andererseits verhindert die Copyleft-Lizenz, dass es zu viele Trittbrettfahrer gibt. Diese 
vermindern die intrinsisch-prosoziale Motivation derjenigen, die freiwillig zu einem 
Gemeingut beitragen. Die psychischen Kosten ihres Beitrags steigen, weil sie sich ausgenutzt 
fühlen. In der Folge tragen sie weniger bei. Diese sog. „konditionale 
Kooperationsbereitschaft“ wurde in zahlreichen Laborexperimenten bestätigt.50 Open Source 
Lizenzen, insbesondere „Copyleft“-Lizenzen verhindern dies.51 Sie bewirken eine besondere 
Selbstbeschränkung, genannt „nondistribution constraint”, die typisch für Non-Profit 
Organisationen ist.52 Organisationen wie das Rote Kreuz oder viele Universitäten unterwerfen 
sich dieser Beschränkung. Sie gewährleistet, dass niemand die freiwilligen Beiträge oder 
Spenden in seinen Privatbesitz überführen kann – vergleichbar der Copyleft-Lizenz. 
 
Das Zusammenwirken der technischen und institutionellen Bedingungen hat bewirkt, dass 
einige Software-Programme, allen voran Linux, eine hohe Qualität und einen hohen 
Marktanteil erreichen konnten. Zugleich ist ein neues Innovationsmodell mit beträchtlichem 
Potential entstanden,53 das man als Modell der „Peer-Production“ kennzeichnen kann.54 
                                                          
49
 Copyleft ist ein verbreitetes, aber umstrittenes Konzept. Hersteller proprietärer Software sind 
verständlicherweise wenig begeistert. Jedoch vertreten auch einige namhafte Programmierer quelloffener 
Software mit Nachdruck die Ansicht, dass wirklich freie Lizenzen auch das Recht gewähren müssten, die 
quelloffene Software proprietär weiter zu entwickeln und zu vertreiben. 
50
 Fischbacher, Urs/Simon Gächter/Ernst Fehr, Are people conditionally cooperative? Evidence from a public 
goods experiment, Economics Letters 71 (2001), S. 397-404. 
51
 Franck/Jungwirth (Fn. 43). 
52
 Hansmann, Henry B., The Role of Nonprofit Enterprise, The Yale Law Journal 89 (1980), S. 835-901. 
53
 Vgl. von Hippel/von Krogh (Fn. 35), zur Diskussion Osterloh/Rota/Lüthi (Fn. 42), Osterloh/Rota (Fn. 24). 
54
 Vgl. Benkler, Yochai, Coase’s Penguin, or, Linux and „The Nature of the Firm“, Yale Law Journal 112 
(2002), S. 369-446. 
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IV. Der Einfluss von Regulierungen 
Regulierungen sollen Verhalten steuern. Erwünschtes Verhalten soll gefördert und 
unerwünschtes verhindert werden. Vielfach aber haben Regulierungen unerwünschte 
Nebeneffekte. Diese Erkenntnis ist nicht neu: unerwartete und vor allem negative 
Nebeneffekte zielgerichteter Handlungen sind ein klassisches Problem der 
Sozialwissenschaften.55 Der Softwarebereich könnte ein Lehrbuchbeispiel für eine in diesem 
Sinne missglückte Regulierung werden, weil die öffentliche Hand einerseits ein großes 
Interesse an Open Source Software bekundet und andererseits diese durch ein ungünstiges 
regulatorisches Umfeld gefährdet. Derzeit droht durch staatliche Regulierungen die größte 
Gefahr für das in der Open Source Produktion praktizierte Modell der freiwilligen Beiträge in 
Kleinkosten-Situationen.  
 
1.Das Interesse des Staates an Open Source Software..... 
 
Die Europäische Union hat verschiedene Forschungsprojekte finanziert und publiziert, welche 
die Vorteile quelloffener Software herausstreichen. Die Europäische Kommission hat mit der 
„European Union Public Licence“ eine eigene Lizenz für quelloffene Software veröffentlicht, 
welche die „Pool-Bildung für Software aus dem öffentlichen Sektor“ ermöglichen soll. Im 
Rahmen des Gemeinschaftsprogramms IDABC wird für den Einsatz von quelloffener 
Software geworben.56 Die internen Informatikstrategien verschiedener öffentlicher 
Institutionen setzen gezielt und schwergewichtig auf quelloffene Software.57 
 
2. .....und die unbeabsichtigten Nebenwirkungen von Regulierungen 
 
Die zwei dominierenden Modelle der Software-Produktion – proprietäre und quelloffene 
Software – sind in unterschiedlicher Weise von derzeitigen Bestrebungen zur Regulierung 
von Software und Innovation betroffen. Proprietäre Standardsoftware stützt sich auf ein 
Urheberrecht, das es den Softwareherstellern erlaubt, für jede Kopie der Software eine 
Vergütung zu verlangen. Auch die Lizenzen, unter denen quelloffene Software verteilt wird, 
stützen sich auf das Urheberrecht. Jedoch übertragen diese Lizenzen fast alle Rechte auf die 
Allgemeinheit und beschränken sich auf Klauseln, welche die „Software-Allmende“ vor dem 
Zugriff proprietärer Softwarehersteller schützen sollen. 
 
Zahlreiche in der Diskussion befindliche Regulierungen begünstigen fast durchwegs das 
proprietäre Software-Modell. Im Folgenden gehen wir auf die negativen Folgen einzelner 
Regulierungen ein. 
a) Höhere Opportunitätskosten 
Erlaubt der Gesetzgeber den Urhebern, die Rechte ihrer Kunden zu beschneiden – etwa den 
Verwendungszweck zu limitieren oder den Weiterverkauf zu untersagen – werden proprietäre 
                                                          
55
 Merton, Robert K., The Unanticipated Consequences of Purposive Social Action, American Sociological 
Review 1 (1936), S. 894-904. 
56
 Interoperable Delivery of European eGovernment Services to public Administrations, Businesses and Citizens. 
57
 Zu den prominenteren Beispielen gehören die Stadt München, der deutsche Bundestag, das deutsche Außen- 
und das französische Bildungsministerium. 
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Lizenzmodelle attraktiver. Anreize zu proprietärer Softwareproduktion erhöhen nicht einfach 
das Angebot an solchen Programmen, sie vermindern gleichzeitig Investitionen in quelloffene 
Software. 
b) Höhere Produktionskosten 
Bislang gibt es keine zwingende Produkthaftpflicht für Software. Würde diese eingeführt, 
könnten große, proprietäre Softwarehersteller die zusätzlichen Versicherungskosten auf die 
Kunden überwälzen, insbesondere dort, wo sie eine Monopolposition haben. Kleine Anbieter 
und Hobby-Programmierer können ein solches Risiko kaum akzeptieren. Sie würden ihre 
Programme nicht mehr veröffentlichen, wenn sie die Haftung nicht ausschließen können. Das 
für Open Source-Produktion kennzeichnende System des „release often, release early“ würde 
zusammenbrechen. 
3. Softwarepatente 
 
Eine der größten und meistdiskutierten Bedrohungen für Open Source entstammt jedoch noch 
einer anderen Form der Regulierung, nämlich der Ausweitung des Patentrechts auf 
Software.58 Wir gehen deshalb in diesem Abschnitt gesondert darauf ein. Patente auf Software 
wurden in den zwei großen Wirtschaftsräumen USA und Europa nicht durch den 
Gesetzgeber, sondern durch eine veränderte Rechtsanwendung eingeführt. Die neue Praxis 
des europäischen Patentamts ist allerdings noch immer heftig umstritten. Sie steht nach der 
Meinung vieler Kritiker im Widerspruch zu Artikel 52 des Europäischen 
Patentübereinkommens.59 
In der Folge dieser Praxis treten in der Softwareindustrie eine Reihe neuer Probleme auf, 
welche bewirken, dass Beiträge zur „Software-Allmende“ nicht länger eine Kleinkosten-
Situation darstellen und das innovative Potential dieser neuen Produktionsform verloren geht. 
 
Kosten. Patente sind teuer. Es ist deshalb wenig überraschend, wenn Sanders et al. feststellen, 
dass Patente vor allem von großen Firmen genutzt werden.60 Die Kosten für die Beurteilung 
des Stands der Technik, die Vorbereitung einer Patentanmeldung, für Anwaltskosten und 
Patentgebühren belaufen sich auf mehrere 10,000 Euro. Noch kostspieliger ist das 
Durchsetzen von Patentansprüchen vor Gericht und die Verteidigung gegen 
Patentverletzungsklagen. Die dabei entstehenden Kosten und Risiken sind kaum tragbar für 
Individuen und kleine Firmen, welche es folglich kaum je zu einem Prozess kommen lassen. 
Viele dadurch auftretende Nachteile finden sich daher in keiner Statistik. 
 
Proprietäre Standards: Die Fähigkeit, mit anderen Programmen Daten austauschen zu 
können, ist ein entscheidendes Kriterium bei der Beschaffung von Software. Offizielle und 
                                                          
58
 Vgl. hierzu auch Hilty/Geiger (Fn. 21). 
59
 Zur Entwicklung der Rechtsprechung siehe Guntersdorfer, Michael, Software Patent Law: United States And 
Europe Compared, Duke Law & Technology Review 2003. 
60
 Sanders, Anselm Kamperman/Granstrand, Ove, Strategic Use and Adaptation of Intellectual Property Rights 
Systems in Information and Communications Technologies-based Research, 2003, S. 22. 
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de-facto-Standards sind typisch für die Softwarebranche. Der ökonomische Wert eines 
Patentmonopols auf einen solchen Standard ist nicht abgeleitet von den Kosten der 
Innovation, sondern entspricht seinem Potential für Hold Up, also für die Blockierung eines 
Standards. Entscheidend sind bereits getätigte Investitionen, welche von einer Blockierung 
des Standards betroffen wären. Ein etablierter Standard kann nicht einfach durch die 
Entwicklung einer gleichwertigen Alternative ersetzt werden – das würde oft Änderungen bei 
allen bedeutenden Softwareherstellern erfordern. Das klandestine Einschleusen von 
patentierten Technologien in Standards mit dem Ziel, später für die Benützung des Standards 
zu kassieren, wurde bekannt unter dem Namen „submarine patents“. 
Patentdickichte. Der Wandel in der Auslegung des Patentrechts in den USA und Europa hat 
zu einer Flut von Patenten auf Software geführt; besonders in den USA wurden viele Patente 
gewährt, denen es an Vorsprung zum Stand der Technik oder Erfindungshöhe fehlte. Es ist 
nicht mehr möglich, ein nicht-triviales Programm zu schreiben, das keine Patente verletzt. 
Wer es vermag, schützt sich durch die Anmeldung defensiver Patente, um im Streitfall mit 
einer Gegenklage drohen zu können. Doch auf Patentklagen spezialisierte Firmen, welche 
mangels eigener Produkte gegen defensive Patente immun sind, haben auch die großen 
Softwarehersteller das Fürchten gelehrt. Selbst der „Patentweltmeister“ IBM beklagt heute die 
Zunahme von Patenten auf Ideen die nicht neu oder zu breit sind, und verlangt eine Reform 
des Patentwesens.61 
 
Die Probleme der derzeitigen Regelungen sind für kleine Unternehmen und Individuen 
offenkundig. Am Anfang jeder neuen Softwareentwicklung müsste eigentlich eine 
umfassende Patentrecherche stehen, gefolgt von Lizenzierungsverhandlungen mit den 
jeweiligen Patentinhabern. Kann eine Einigung nicht erzielt werden, muss versucht werden, 
dass Patent durch eine eigene Neuentwicklung zu umgehen oder man muss auf die 
betreffende Funktionalität verzichten. In der Praxis lässt sich dieses Verfahren nicht einmal 
näherungsweise einhalten.  
 
Patentrecherchen zum Aufspüren von Patenten, die durch eine Neuentwicklung tangiert 
werden könnten, sind teuer und unvollständig. In den USA raten amerikanische Patentanwälte 
Programmierern dringend von Patentrecherchen ab, um das Risiko wissentlicher 
Patentverletzungen zu minimieren, welche eine deutlich höhere Strafe nach sich ziehen. 
Lizenzverhandlungen sind aufwändig. Darüber hinaus haben Patentinhaber oft wenig 
Interesse an einer Lizenzvergabe, weil es rentabler ist, ein Monopol aufzubauen. Das 
Umgehen von Patenten durch eigene Entwicklungen ist in vielen Fällen nicht möglich, weil 
jede Implementierung einer unverzichtbaren Funktionalität ein Patent verletzen würde. 
 
Für die „Software-Allmende“ insgesamt ist die durch Softwarepatente geschaffene 
Möglichkeit existenzbedrohend, auf Ideen und Lösungswege exklusive Rechte zu erlangen. 
Kaum ein Akteur in diesem Bereich verfügt über die nötigen finanziellen Mittel, um durch 
zahlreiche eigene Patente eine Drohkulisse gegen Patentklagen aufzubauen. Auch schützt eine 
eigene Entwicklung nicht vor Patentverletzungsklagen. Der Wettbewerb unterschiedlicher 
Produktionsmodelle wird mit Softwarepatenten zur Einbahnstrasse. Proprietäre Entwickler 
können Ideen aus der Allmende verwenden aber ihre darauf basierenden Entwicklungen durch 
Patente monopolisieren. 
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 IBM Pressemitteilung, IBM Sets Record for Most U.S. Patents Earned in One Year, 11. Januar 2007. 
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Darüber hinaus ist zweifelhaft, ob Software-Patente zu einer höheren Innovationsrate führen: 
seit den 80er Jahren wurde der Patentschutz für Software in den USA erheblich gestärkt. Im 
Gegensatz zu den Voraussagen des klassischen ökonomischen Innovationsmodells stiegen die 
Ausgaben für Forschung und Entwicklung jedoch nicht an, sondern nahmen relativ zum 
Umsatz sogar ab.62 Die Zweifel werden unterstützt durch die Kritik von 
Innovationswissenschaftlern63 und Juristen64 an den verstärkten Bestrebungen zur 
Patentierung von Forschungsergebnissen der Universitäten. Diese sollen verstärkt 
gewinnbringend verwertet werden.65 Auch Grundlagenforschung beruht auf verteilter 
Wissensproduktion, die auf ungehinderten Austausch angewiesen ist.  
 
Diese Argumentation bedeutet nicht, dass Patente immer Innovationen verhindern. Die 
Erfahrungen aus einer Industrie wie der Software-Industrie lassen sich nicht einfach auf 
andere Bereiche übertragen.66 Zwar gibt es vergleichbare Erfolge des neuen Innovations- und 
Produktionsmodells in anderen Branchen, beispielsweise mit der Internet-Enzyklopädie 
Wikipedia. Sie sind bislang aber auf Einzelfälle beschränkt. Die günstigen Bedingungen, 
welche wie erläutert eine verteilte Produktion zu tiefen Kosten ermöglichen, finden sich nur 
selten so ausgeprägt wie bei Software.67 Im folgenden Abschnitt wollen wir anhand des 
Vergleichs der Software-Industrie mit der Pharma-Industrie Überlegungen anstellen, unter 
welchen Bedingungen Patente eine nützliche bzw. schädliche Wirkung entfalten. 
4. Patente in der Software- und Pharmaindustrie: ein Vergleich 
Die Pharma-Industrie wird oft als Beleg für Notwendigkeit und Erfolg von Patenten zitiert Es 
gibt durchaus kritische Stimmen zu Patenten auf diesem Gebiet.68 Uns interessieren hier 
jedoch exemplarische Unterschiede zwischen der Software- und der Pharma-Industrie in 
Bezug auf Auswirkungen von Patenten auf die Innovationstätigkeit. 
 
 Kostenstruktur. Die Entwicklung neuer Medikamente ist in der Regel teuer. Infrastruktur und 
Kenntnisse, welche zur Synthetisierung neuer Stoffe nötig sind, bilden hohe Eintrittsbarrieren. 
Verbraucher, welche für den Eigenbedarf entwickeln, sind demzufolge entsprechend selten. 
Darüber hinaus kann das Testen der Arzneimittel nicht wie bei der Software an die Benutzer 
                                                          
62
 Bessen, James/Robert M. Hunt, An Empirical Look at Software Patents, Federal Reserve Bank of Philadelphia 
Working Paper 03-17, 2004. 
63
 Z. B. Nelson (Fn. 7). 
64
 Z. B. Rai, Arti K./Rebecca S. Eisenberg, Bayh-Dole Reform and the Progress of Biomedicine, Law and 
Contemporary Problems 66 (2003), S. 289-314. 
65
 So zum Beispiel die Empfehlung des Deutschen Wissenschaftsrates, vgl. Deutscher Wissenschaftsrat, 
Empfehlungen zur Interaktion von Wissenschaft und Wirtschaft, Mai 2007 (Drs. 7865-07). 
66
 Vgl. Merges, Robert P./Richard R. Nelson, On the Complex Economics of Patent Scope, Columbia Law 
Review 90 (1990), S. 839-916. 
67
 „Kleinkosten-Situationen“ sind im Allgemeinen bei materiellen Gütern nicht gegeben, weil Produktion und 
Verteilung Kosten verursacht. Aber auch bei vielen immateriellen Gütern wie Literatur oder Musik gibt es 
keine „Kleinkosten-Situation“. Das mag daran liegen, dass sich geeignete Formen der institutionellen 
Arbeitsteilung noch nicht gebildet haben. Ein Beispiel für eine solche neue Arbeitsteilung, die auf 
institutionellem Wege “Kleinkosten-Situationen” erzeugt hat, ist Wikipedia. 
68
 Z. B. Heller/Eisenberg (Fn. 23). 
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ausgelagert werden, sondern verursacht ebenfalls hohe Kosten. Insgesamt sind bis zur 
Marktzulassung riesige Investitionen nötig, die nicht wie bei der Software-Produktion auf 
viele Individuen oder Firmen verteilt werden können. Erst Schutzrechte machen diese riesigen 
Investitionen lohnend. Die mit den Schutzrechten verbundenen Kosten (z.B. Anwaltskosten) 
fallen im Vergleich zu den Investitionen in eine marktreife Innovation gering aus. Deshalb ist 
in der Pharma-Industrie eine verteilte Entwicklung wie bei der Softwareproduktion kaum 
denkbar.  
 
Patentwettrennen. Patente sind nicht nur Schutz für Forschungsinvestitionen, sondern Preise 
für Gewinner eines Patentwettrennens.69 Wenn mehrere Firmen zur selben Zeit dieselbe 
Technologie erforschen, sind Parallelentwicklungen und Kollisionen unausweichlich. Das ist 
durchaus im Interesse der Öffentlichkeit, wird doch durch eine hohe Zahl von parallelen 
Anstrengungen die Wahrscheinlichkeit für eine brauchbare Lösung erhöht. In der Pharma-
Industrie haben die erwähnten Eintrittsbarrieren einen dämpfenden Effekt auf die Zahl der 
Konkurrenten. Hingegen ist in der Software-Industrie die Anzahl von Konkurrenten wegen 
der niedrigen Eintrittsbarrieren hoch. Damit steigt das Risiko, ein Patentwettrennen zu 
verlieren und am Ende eines Entwicklungsprojekts für die Resultate trotzdem Lizenzgebühren 
an einen Konkurrenten abführen zu müssen. 
 
Betriebskosten des Schutzrechts Wenn Schutzrechte nicht von allen Marktteilnehmern 
freiwillig respektiert werden, dann verursacht ihre Durchsetzung zusätzliche Kosten. Die 
Pharmaindustrie sieht sich einer überschaubaren Menge von potentiellen Rechtsverletzern 
gegenüber, welche nicht auf heimliche Sympathien in der getäuschten Bevölkerung hoffen 
können. 
Bei Software ist die Herausforderung ungleich größer. Zwar brauchen Produktfälscher auch 
hier eine beträchtliche Organisation für Produktion und Vertrieb, doch die Kunden selbst – in 
Industrieländern die überwiegende Mehrheit der Bevölkerung – besitzen mit dem Computer 
ein Gerät, mit dem sich das Produkt beliebig oft kopieren und weitergeben lässt. Um diese 
Form der Rechtsverletzung zu unterbinden, wurden zusätzliche Regulierungen erlassen. 
Verboten ist in vielen Ländern mittlerweile nicht nur die Verletzung des Urheberrechts, 
sondern auch die Umgehung technischer Vorkehrungen, welche diese Verletzungen zu 
verhindern suchen, sowie Mittel, welche einer solchen Umgehung dienen. Der 
durchschlagende Erfolg will sich nicht einstellen, und so bleibt der Ruf nach weiter gehenden 
Gesetzen nicht aus. Jedoch sind die Kosten im Vergleich zur Pharmaindustrie relativ hoch. 
Sie sind für eine umfassende Kontrolle aller Computer kaum abzuschätzen. 
 
Der wichtigste Unterschied zwischen der Software- und Pharma-Industrie besteht also darin, 
dass die technischen Bedingungen in der Pharma-Industrie verhindern, dass eine 
„Kleinkosten-Situation“ entstehen kann. Immer dann, wenn die Kosten einzelner Beteiligter 
bei der Erzeugung eines Gemeingutes weder technisch noch institutionell tief gehalten 
werden können, sind private Eigentumsrechte am neugeschaffenen Wissen zur Absicherung 
der Investitionen in Innovationen unvermeidbar. Hingegen sind private Eigentumsrechte an 
Wissen dann ineffizient, wenn die Innovationen erstens sequentiell und komplementär sind, 
und zweitens die Kosten der Offenlegung im Vergleich zum erwarteten Nutzen gering sind. In 
diesem Fall bestehen auch ohne private intellektuelle Eigentumsrechte Innovationsanreize.70 
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Zusätzlich droht die „Tragödie der Anti-Allmende“: Die Inhaber privater geistiger 
Eigentumsrechte können Dritte von der Nutzung einer Innovation ausschließen und so deren 
Weiterentwicklung behindern. Diese Situation tritt nicht nur bei der Software-Produktion auf, 
sondern auch bei anderen wissensintensiven Gütern, die auf Gruppenarbeit angewiesen sind.71 
 
V. Gemeingüter und geistiges Eigentum 
Im vorliegenden Beitrag haben wir mögliche Lösungen für das Problem der Unterversorgung 
mit immateriellen Gemeingütern untersucht. Die gängigen Lösungen für die „Tragedy of the 
Commons“ sind einerseits die Zentralisierung, etwa in Form staatlich gesteuerter und 
finanzierter Forschung, und andererseits die Privatisierung, etwa durch Patente und 
Urheberrechte. Sollen diese Lösungen für immaterielle Güter vorherrschend sein? 
 Es beginnen sich – vor allem in der Softwareindustrie – Modelle zu etablieren, welche auf 
der Produktion in einer Allmende basieren. Es zeigt sich, dass „Commons without Tragedy“ 
unter bestimmten Voraussetzungen möglich ist. Günstige, vorwiegend technische 
Umweltbedingungen und institutionelle Innovationen erlauben es, die Beitragskosten tief zu 
halten und Beiträge auch von Individuen mit intrinsischer Motivation zu nutzen. 
Wissenschaft und Politik zeigen großes Interesse an solchen Modellen, weil die Probleme mit 
den gängigen Lösungen hinlänglich bekannt sind. Der Vergleich mit der pharmazeutischen 
Industrie zeigt, dass die dafür erwünschte Kleinkostensituation nicht für alle Güter 
gleichermaßen herstellbar ist. Umgekehrt wird jedoch selbst bei geeigneten immateriellen 
Gütern aus einer „Klein-“ schnell eine „Großkostensituation“. Unbedachte Regulierungen 
drohen die Bedingungen für Software-Innovationen und Produktion zu beeinträchtigen, 
welche die kostengünstige Produktion in der „Software-Allmende“ erst ermöglichen. 
Softwarepatente sind ein aktuelles Beispiel. Sie nehmen den Software-Entwicklern die 
Möglichkeit, auf das Patentsystem zu verzichten, um die damit verbundenen Kosten und 
Risiken zu umgehen. Die Ausdehnung dieser Institution verschiebt für alle die 
Kompromisslinie zwischen dem Gemeingut-Charakter von Wissen und seiner Privatisierung. 
 
Über das konkrete Beispiel hinaus plädieren wir für Vorsicht im Umgang mit einfachen Modellen und 
Zurückhaltung bei deren Anwendung in der Praxis, insbesondere einer naiven Generalisierung orthodoxer 
ökonomischer Modelle.72 Zwischen den spezifischen Eigenschaften von Gütern, der Industriestruktur, 
Geschäftsmodellen sowie den regulatorischen Regimen bestehen vielfältige Wechselwirkungen. Mehrere 
Faktoren bestimmen die Wirkung von Regulierungen zur Innovationsförderung. Eine pauschale Kür eines 
„besten Systems“ anhand traditioneller Modelle kann sich anderswo verheerend auswirken. Differenzierte 
Analysen und daraus abgeleitete Regulierungen sind nötig, um neue Innovationsmodelle von hohem Potential 
die ihnen gebührende Chance zu geben. 
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