Equal access to all software and digital content should be a reality in the Digital Era. This argument is something defended both by existing regulations, norms and standards, and also business organizations and governments. Despite this acknowledgement, the reality is still far from the desired equality. For certain groups of disabled or impaired citizens, such as the visually impaired, the existence of e-accessibility compliance represents an opportunity to integrate, in a more simple and straightforward manner, their societies. Despite the existing poor results on e-accessibility compliance, the mentioned citizens insist on using digital devices in their daily lives. Even though, in the last decade, multiple standards and regulations have been published towards indicating how to develop accessible digital user interfaces, there are still two major issues surrounding its implementation: the complexity and disparity of the documents containing the abovementioned norms, and also the lack of e-accessibility know-how by software experts. With this in mind, a proposal for an accessible software development model that encompasses e-accessibility incorporation as one of the development process activities has been presented. This model might represent a very interesting support tool for software development organizations and a novel resource for learning and training institutions to be able to improve their computer science and informatics students' skills on e-accessibility.
Introduction
Assuming that a functioning digital society is able to ensure equal access to all inherent (digital) devices, content and applications [1, 2] , it should be clear that when developing software and digital content there must be a continuous effort to make it as accessible as possible [3, 4] to all intended parties. However, and despite the various efforts to shed light on the issue of digital accessibility [5, 6] , much remains to be done [7] . The current situation is thus failing to oblige with existing international regulations, such as the EU Accessibility Act [8] that states that all citizens must be allowed to access Web platforms and content in the same manner, regardless of their impairments and incapacities.
The visually impaired are, by default, one of the communities of citizens (digital users) that stand to benefit from the use of digital devices and applications that help them during their daily tasks [9] . According to existing research [7, 10] , 1 3 visually impaired citizens are also avid users of computers and smartphones while performing ordinary tasks such as reading online newspapers, reading and writing e-mails and interacting with others through social media and online communication services.
Though various authors [2, 11, 12] deem the aforementioned arguments as critical and of vital importance, this topic has yet to receive the necessary attention from those who are primarily responsible for the development of accessible software: the developers and project managers. In fact, according to Bohman [11] and Klironomos et al. [13] , the majority of software experts have been demonstrating a serious knowledge gap when it comes to understanding the techniques and regulations associated with e-accessibility, thus creating barriers for those with some sort of disability or impairment, as they are unable to use the inaccessible software products and content, hence limiting their ability to become equal members of society.
With this context in mind, the present research has been conducted to, drawing on a set of recommendations to be incorporated into software engineering classrooms and IT organizations, propose an accessible software development model. To achieve this goal, an analysis of both the existing scientific literature and the current international accessibility regulations and best practices has been done and merged with a focused analysis on existing software development models. Thus, the current document poses as both a pedagogical asset that can be included in computer science-related courses curricula, and as a technical tool for supporting project managers (and developers) who need to continuously develop accessible software.
In terms of structure, the present article is divided into six sections, the first being the introduction. Section 2 outlines an analysis of existing related work on the topic of software accessibility. Section 3 presents a summarized perspective on software accessibility existing norms, regulations, standards and best practices. In Sect. 4, we present a global perspective on the development of accessible software by focusing on a dual view. The contribution of the paper is presented in Sect. 5, where we describe an accessible software development model proposal. The sixth, and final, section presents the research implications and, in parallel, a set of identified limitations, the future research activities that were considered and some final considerations of the overall research project.
Related studies

Software accessibility background
When analysing the existing literature, one can easily perceive that, as a concept, digital accessibility is defined in slightly different terms, according to the context in which the concept is being characterized [14] and that if its importance to the public is consensual, the overall opinion on the necessity of specific training on existing regulations and guidelines is not [15] .
As argued by W3C [16] , "…the Web is fundamentally designed to work for all people, whatever their hardware, software, language, culture, location, or physical or mental ability. When the Web meets this goal, it is accessible to people with a diverse range of hearing, movement, sight and cognitive ability…". Despite distinguishing between accessibility and usability, W3C states that the terms overlap in several aspects. Regarding usability, W3C claims "…usability and user experience design significantly overlap with accessibility when "specified users" includes people with a range of disabilities and "specified context of use" includes accessibility considerations such as assistive technologies. However, the needs of people with disabilities are often not sufficiently addressed in usability practice and research. Additionally, accessibility includes a technical aspect that is usually not a focus of usability. In practice, basic accessibility is a prerequisite for usability…" [17] .
As presented by Baptista et al. [5] , the International Organization for Standardization has also presented its interpretation of the accessibility concept. ISO [18] is a multipart standard that covers several aspects of ergonomics of human-computer interaction and joins usability and accessibility. According to the said standard, usability is the "extent to which a product can be used by specified users to achieve specified goals with effectiveness, efficiency and satisfaction in a specified context of use". Despite focusing its attention on a full range of user characteristics and capabilities, regarding accessibility, the ISO interpretation is not strictly limited to users with a formal disability.
The perception and characterization of accessibility have also been the work focus of various entities worldwide. Examples of this work are the EU [19] standard on the accessibility requirements for public procurement of ICT products and services in Europe (en301549), and US [20] Section 508 that enforces accessibility and usability constraints to public ICTs.
The standard EN301549 was developed by the European Telecommunications Standards Institute (ETSI), as a result of Mandate 376, which covers accessibility requirements for the public procurement of products and services in the ICT domain. This regulation is intended to join, in a single source, detailed, practical and quantifiable functional accessibility requirements. It takes into consideration the global initiatives in this field, which are applicable to all ICT products and services. Hence, it is supposed to be used in public procurement and as a source of information to make conformity assessments.
Public procurement can be an important instrument to prompt accessibility. It is critical that procurers make clear and very well-defined requirements. To make this happen, EN301549 has, in "Chapter 4-Functional Performance", and in "annex C-Determination of Compliance", respectively, information to help procurers to make a clear definition of accessibility requirements, and tools to guide them in their assessment and evaluation of compliance levels.
The standard EN301549 is also envisioned to be a critical document to be followed by all ICT developers, considering its high level of detail, ease of access and organized structure. As stated, EN301549 considers global initiatives in this field. Therefore, ISOs and WCAG are assimilated into it.
Thus, existing knowledge on software accessibility and usability patterns and compliance criteria is not only very well developed but also fully available to all who wish to fulfil and comply with accessibility and usability requirements. From a scientific perspective, we believe that the existing research on the topic is already very advanced and additional efforts towards further extrapolating the topic would not result in significant contributions for both theory and practice.
Is accessibility considered as a real and relevant necessity?
In order to assess how the scientific community is approaching the digital accessibility issue, a direct analysis has been made of six of the most relevant international scientific repositories (Web of Science, Science Direct, IEE Xplore Digital Library, SpringerLink, Wiley Inter Science Journal Finder, and IET Digital Library), by searching their content using the following keywords as filters: "software accessibility", "digital accessibility", "Web accessibility" and "mobile accessibility" (Fig. 1) .
By analysing these indicators, it is evident that the topic of digital accessibility, and more specifically the production and delivery of accessible software, has yet to be properly considered by the scientific and academic communities. Hence, these facts can have a major negative influence in spreading digital accessibility concerns, research and routines.
Accessible software benefits all users, not only those with disabilities or impairments [21] . Although this fact should be enough to make every developer want to produce accessible software, and every stakeholder requests it, the actual situation is still very far from this [6, 22] . As argued by Vollenwyder et al. [23] , if a given software, regardless of its nature, is accessible to all users then it will not only trigger impaired users to use it but will also allow them to take advantage of all its content and information. Nevertheless, these same authors also posit that software and content creators tend to impose a personal beliefs system responsible for triggering the will to incorporate accessibility features on their creations.
According to Martins et al. [14] and Gambino et al. [24] , there is a clear necessity for accessible software and, as a consequence, for technical and functional knowledge on how to incorporate the widely publicized and available accessibility requirements. As already argued within the existing literature, developers tend to lack the necessary skills to both understand and implement the needed accessibility requirements [25] . Also, and as argued by Baptista et al. [5] and Inal et al. [26] , the exiting standards and guidelines on the topic tend to be very complex and difficult to understand, thus making the developers' task even harder.
Despite the fact that the majority of existing research and practical work has been focusing on web-based software and computer software, the reality is that currently ICT users are giving particular attention to mobile-based applications that also need to be accessibility compliant [27] . Even though [32] and Gonçalves et al. [33] , digital accessibility is also not suitably taught, nor applied, in academic environments, and hence, the need to change mentalities and develop not only the existing theory on the topic, but also to present improvements and developments to existing practical approaches when developing software. According to Miele [34] , this issue might also be related to the possible lack of knowledge of both professors and trainers on the accessibility topic, thus helping to highlight the need for a proper accessible software development model that both support those who teach and those who learn, so that they have something to lean on while performing their jobs.
Software accessibility for blind users
There have been several assessments of digital accessibility. One example, the Study on Assessing and Promoting E-Accessibility, endorsed by the European Union and published in November 2013 [35] , tested e-accessibility compliance in 27 European countries and, not surprisingly, indicated that much work needs to be done in this area.
In July 2015, WebAIM conducted a survey of screen reader software from all-over the world [36] , where a total of 2515 responses were validated. This survey included questions on both the screen reader software-e.g. what screen reader was being used, what operating system was being used-and the user's opinion about the evolution of Web accessibility. Also, the survey enquired about some more specific e-accessibility problems-e.g. accessibility in PDF files. However, this survey seems to assume, as its baseline, a few unclear arguments and certainties which are in fact also ignored by many stakeholders. Namely, the survey asked about Web accessibility on news websites. This may lead to the conclusion that those who work with disabled people know, empirically, that this section of the population is consumers of this type of content. Although this is a strong belief, some background work seems to be missing in order to validate this same belief, since e-accessibility is clearly not well addressed.
Digital accessibility has the potential to change the life of several groups of people with disabilities. It means that people with disabilities may have the chance to participate more meaningfully in society. However, not everybody can use the resource equally [37] . For example, visually impaired people can now, perhaps for the first time in history, read a book outside, using mainstream equipment such as a smartphone, or a tablet. Also, this group of people now has the possibility to have a portable dictionary. Continuing with the same example of visually impaired people, it is now possible to read a newspaper, accessing news at the same time as a sighted person. And, if they are using a mobile device, it is now possible to use the time in a waiting room, or seated at a cafe, to read. Simple things, like consulting the information of a product, are now reasonably easy activities, or even making a purchase using an accessible device with accessible software. Through the Internet, in an accessible manner, a blind person can manage to listen to a specific radio, or TV channel, overcoming the inaccessible devices such as set-top boxes. Several groups of people are now able to communicate, using social media, either because they are accessible by screen readers, or because it is possible to use written communication, or it is simply convenient if, for some reason, the person cannot leave the house. For a visually impaired person, it is now possible to be independent in written communication, in an accessible manner, providing him or her with another level of independence and privacy, just because they can have access to mobile services and e-mails. The facility to have a video call is simply astonishing for a deaf person, who can now use his lip-reading abilities or a gestural idiom. The possibilities are so extensive that now, a blind person can use a mobile application to call a volunteer, who, through a video call, can help the blind person, using their vision instead of the blind person. Also, it is possible to have an optical character recognition application in a smartphone that can be used, by a blind person, to check a bill, or the mail. Another possibility is to use a mobile application to overcome closed functionality equipment, such as a ticket machine, or a printer with just a tactile screen, without speech output [9, 38] . Naturally, for all of this to come to fruition, the software must be accessible.
An analysis of our initial research [7, 39, 40] showed that the majority of disabled or impaired citizens do use digital devices daily for tasks as simple as reading, working or interacting with others. From a more technological point of view, it was also possible to see that they also access the Internet from their devices using the provided Internet browsers.
A proper analysis of Fig. 2 clearly reveals that the results of one of the initially performed studies on the use of digital services highlight the importance of advocating for accessible software. If we extrapolate the survey sample used (significant set of blind and partially sighted Portuguese citizens), to an international level, one can perceive that mundane tasks, such as reading and sending e-mail messages, using social media, using search engines or even using news websites, are on the list of the most recurrent activities of those who are blind or partially sighted. Despite the importance of digital public services in order to ensure equality in the ability to reach all types of public services (social security services, tax services, etc.) [41] , only a small minority of the abovementioned study participants admitted to having used digital public services to take advantage of the immense possibilities associated with them.
Accessible software development: existing norms, regulations and standards
Considering the existing lack of accessibility-related knowledge among developers [14] and their inability to properly develop accessible software [42] , in order to spread e-accessibility awareness among them, the topic should be taught in the academic environment [34] . As shown, this topice-accessibility-is extremely under-addressed. According to Ko and Ladner [43] , the topic is so poorly taught that it requires a baseline to even start the learning process. This assumption has been the basis for the proposal by Palan et al. [44] on the inclusion of accessibility (and usability) as relevant topics in software development courses. Considering not only the abovementioned but also the existing literature arguments on the topic [12] , we pose that the availability of documents regarding e-accessibility and the awareness on its relation with the type of user interface they "regulate" is extremely important not only to better understand the rules of engagement but also to improve the developers' perception on how to implement and validate e-accessibility. However, despite the overwhelming number of documents regarding e-accessibility, not all of them present new (and disruptive) arguments to the discussion. Hence, in Table 1 , we present a relation between the various types of user interface and the documents that software developers should consult to develop accessible and usable interfaces. These documents have been selected according to their relevance and their scientific and technical recognition.
In addition to this guidance, there are some specific governmental rules, such as Sect. 508 from the USA [21] , which may be consulted. However, the above recommendations overlap with these governmental guidelines. Actually, these national recommendations, such as the Brazilian eMAG [45] , are in line with the international recommendations mentioned above. Although ISO 9241-171 can be used, EN301549 can be used instead of it. As mentioned, it includes global accessibility initiatives, including ISO 9241-171. The standard EN301549 has the advantage of being free of charge.
Applying existing e-accessibility patterns to develop accessible software
As software is making its way towards the cloud and "local software" is being transformed into web-based [46] , the need for compliance with existing Web accessibility patterns is also growing [47] . In what concerns the referred type of applications and the inherent user interfaces, the Web Content Accessibility Guidelines (WCAG) of the World Wide Web Consortium are the recommended accessibility standard for many organizations-including governmental organizations-for the establishment of an accessible Web for people with disabilities [48] . These are comprised of guidelines and checkpoints to ensure a certain level of accessibility addressed to specific disability-related problems [23] . Nevertheless, it is important to keep in mind that Web accessibility is a very complex and broad topic. This means that not everybody has to know it fully [49] . For native applications with standard controls, the human interface guidelines from the host operating system are mandatory in case developers and want to create a graphical user interface (GUI) in line with the operating system style Web UI Web Content Accessibility Guidelines (WCAG) or chap.9 of EN301549 Native application with standard controls from the host operating system Human interface guidelines from the host operating system; accessibility programming guide of the host operating system Native application with UI controls made from scratch Host operating system accessibility APIs; Chap. 11 of EN301549 UI for a big software system, such as an operating system and machines with closed functionality, such as ticket machines ISO 9241-171:2008-Ergonomics of human-system interaction or EN301549 [50] . It is relevant to mention that when a developer keeps the same graphic style from the host operating system on his/her application, he/she is already increasing the level of usability (and by inherence the accessibility), since the interaction will be like the rest of the system [51] . Therefore, there is probably no need for a specific learning curve. Using standard graphical components, the developer would not have to make them particularly accessible, since they are already built with the accessibility features provided by the accessibility APIs. Consequently, using the standard components, developers would just have to consult the accessibility programming guide of the host operating system in order to use those components accurately [52, 53] . Choosing to build graphical components from scratch means that a lot of accessibility research and projection work will be wasted. Operating systems like some versions of Windows, iOS, Android, MacOS, etc. have already incorporated a lot of development work regarding accessibility [54] . When choosing not to use standard graphical components, the developer must be aware that he/she is wasting a lot of work that someone else has already done, during the platform's user interface (UI) development.
According to de Souza [55] and Silva et al. [7] for the creation of a bigger UI for a larger software system, such as an operating system, the recommendation is to use ISO 9241-171:2008-Ergonomics of human-system interaction-Part. Prepared by Technical Committee ISO/TC 159, Ergonomics, Subcommittee SC 4, Ergonomics of human-system interaction, this ISO standard "provides ergonomics guidance and specifications for the design of accessible software for use at work [20] , in the home, in education and in public places", as stated in its abstract. This should be the guidance for a big, new UI, built from scratch.
Developing accessible software
Despite having already been acknowledged as a true necessity, not only for those with some necessities or impairments, but also to those living an ordinary life without any type of physical or psychological constraint, software accessibility is yet to be encompassed as an essential software feature for those in charge of planning, designing and developing software.
As argued by Gonçalves et al. [56] and Martins et al. [6] , even though the global consensus on the relevance of accessible software and on the need for accessibility to be included as one of the software features when performing the initial analysis and specification, the truth is that the existence of a multi-perspective on the topic has led to the (negative) current state of things, where the majority is not accessible to all [57] . This same assumption has been made by Alič [58] when arguing that despite the fact that organizations are trying to ensure compliance with the ISO 9001 quality standard there is a serious difficulty in ensuring software quality and compliance with existing technical regulations and guidelines.
Organizational and government perspectives
At the end of the day, the decision to include accessibility features is always based on the customer. If a few years ago the inclusion of the referred features was still considered as a non-requirement and a topic generally unknown [22, 59] , this situation has been reversed and now organizations are starting to incorporate accessibility-related knowledge in their software development processes [42, 60] due to ethical and social motives but, most of all, for a financial reasons as disabled and impaired "users" are valued in the billion dollar category [61, 62] . This, however, is not a global situation, and there are several examples of public and private organizations that use (and develop) software and digital platforms that are not accessible [63] .
According to various authors [64] [65] [66] , the arguments that have been highlighted earlier (lack of interest in the topic [22] , assuming accessibility as an expense and not as an opportunity [67, 68] , accessibility as a technicality impossible to fully implement with a modern and beautiful interface [69] , irrelevance of the topic in what concerns existing regulations and no compliance-related consequences [70] ) are becoming less relevant and not only business managers are considering it very important to implement software that can be accessed by all, but also governments are aiming at both improving their website accessibility compliance and, at the same time, further extending existing regulations towards enforcing both public and private organizations to implement accessibility software [71, 72] .
Hence, it is clear that the acceptance barrier has, in a global manner, been eliminated though there are still multiple challenges that need to be focused on and addressed in order for accessible software to be a complete reality [73, 74] .
As presented by Diament [75] , IT companies have also embraced the challenge to improve their digital platforms' accessibility as they recognize that this will not only help disabled or impaired users in the "present" but will also help the overall IT users in the future given that the incorporation of accessibility features tends to also improve the usability of the referred platforms by those without any type of impairment.
After further analysis of the issues concerning the development of accessible software, IT companies all agree that major efforts must be made not only to increase their teams' focus on ensuring that produced software are accessible to all users, including those with some sort of disability [76] , but also to improve their employees' skills on accessibility and usability [75, 77] .
According to Taylor [78] , the existing lack of knowledge on the usability and accessibility topics has led business managers to assume, at some extent, that these are extremely complicated topics that require extensive knowledge and expertise. This has led to the analysis, planning, development and continuous ensuring of accessibility and usability compliance to IT teams where most of the members are also not educated on both the technologies and techniques for developing accessible and usable platforms and, most of all, for creating accessible and usable content. Aiming on addressing these issues, there are various entities performing valuable work such as for example the National Federation of the Blind Jernigan Institute that has published an introductory guide for SMEs and startups to start incorporating accessibility features in their organizations' software-related activities [79] .
Accessible software quality assurance
In order to ensure that systemic software projects solve problems, firms have been adopting software quality assurance strategies and methodologies supported on recurrent validation tasks where the newly developed software components are assessed against previously defined functional and nonfunctional requirements [80] . This assurance of software quality levels throughout its lifecycle is extremely important considering that currently software is in permanent evolution [81] .
As argued by Sánchez-Gordón, Moreno [82] , despite the known relevance of the software accessibility topic, it is extremely important to acknowledge the necessity of not only incorporating it in software quality assurance processes and procedures, but also to understand how developers can simply merge their knowledge on how to use the accessibility tools and features of their software development tools, and the accessibility requirements that have been imposed early on in the project. In order to complement developers' compliance with existing accessibility and usability standards, software development teams need to have experts on testing not only the main software features but most importantly its conformity with existing regulations, standards and guidelines [83] . As argued by Freire et al. [84] , testing software is both important for traditional software and for Webbased applications, and hence the need to ensure developers' knowledge on the software accessibility topic is broader and allows for an accurate programming of all types of software.
Despite the previously enumerated (and described) most prominent and globally accepted standards, regulations and guidelines, when one analyses the software quality paradigm it is impossible to avoid both the ISO/EIC 9126 software quality model [85] and the ISO/IEC 25000 technical norm [86] . The ISO/IEC 25000 norm highlights the existence of eight main software quality features: (1) Functional Suitability; (2) Performance Efficiency; (3) Compatibility; (4) Usability; (5) Reliability; (6) Security; (7) Maintainability; (8) Portability. According to ISO, in order for a given software piece to be able to be considered truly usable, it must ensure an appropriate recognizability, a good level of both learnability and operability, it has to ensure user error protection, present user interfaces with a good level of aesthetics and also be accessible to all users including those with some sort of disability or incapacity [87] .
Hence, as one can easily understand from the abovementioned, software developers must not only understand the usability and accessibility guidelines, but also possess the necessary knowledge on how to test their developments against existing usability and accessibility standards and guidelines, thus ensuring their end-product is of the upmost quality.
Accessibility experts' perspective
Despite the current state of things, where digital and software accessibility is now starting to be seen by organizations and governments as a very relevant topic, there has been a fair share of scientific research and technical work made with the focus on not only developing methods and techniques for developing and accessing accessible software, but also on developing (and continuously improving) tools for performing the necessary developments and consequent compliance evaluations [5] .
As argued by Silva et al. [7] and Peixoto et al. [70] , accessibility experts acknowledge the abovementioned matter as something that has to be perceived with a dual-approach: improving and normalizing existing regulations and guidelines and, in parallel, improving software engineers' and software developers' skills on the accessibility and usability themes by upgrading their courses' curricula.
In what concerns existing regulations, accessibility experts argue that the amount of existing (national and international) regulations and guidelines makes it extremely difficult to acquire the necessary knowledge to implement accessible software. On top of this, the existing normative on the topic is usually confusing and full of extremely specific technical jargon that makes its interpretation, and consequent implementation and validation, very difficult [62] .
From an education and training perspective, and as argued by Davis [88] and La Rocca [89] , software developers still lack the ability to use existing tools for developing accessible software and for testing its compliance with existing regulations. Even if the current offer for accessibility and usability quick-training courses and specializations is very interesting, traditional computer science and informatics courses do not include this topic as an element of their curriculum [5] .
An accessible software development model proposal
Considering our best knowledge on the existing scientific research, opinion articles and technical reports on the software accessibility topic, we do perceive that this is something that is still not fully integrated in software development tasks because software developers and project managers cannot support their work on a development model that encompasses the accessibility analysis, planning and implementation. With this in mind, an effort has been made to analyse existing software development models and to create a proposal for an accessible software development model that perceives the accessibility issue as something that is mandatory during the analysis and specification stages and the development and testing stages.
Conceptual model proposal: overall perspective
Software development process models are essential for the proper control and management of software development projects, and these vary depending on the organizations and the nature of the projects in the number of phases, in the order of their execution, in the tools and methods employed, on the controls and products that need to be delivered and on an endless amount of more or less important details. The specification of software development process models allows to define generic processes. The structural activities are applied to any project; however, the tasks to be performed in each activity must be adjusted according to their individual characteristics. Figure 3 presents the conceptual model of the software development process that aims to propose the inclusion of accessibility throughout the software life cycle. Drawing on a hybrid methodology, the presented model combines both user-centred and agile development methodologies ("UCASD-User-Centred Agile Software Development") [90] and encompasses six major phases that should be sequentially performed.
As argued by Larson, Chang [91] , the principles behind agile software development are "…individuals and interactions over processes and tools; working software over comprehensive documentation; customer collaboration over contract negotiation; and responding to change over following a plan. The result of following these ideals, software development becomes less formal, more dynamic, and customer focused…". According to Albadarneh et al. [92] , despite the possible risk associated with the agile approach, it tends to diminish the risk of presenting software solutions that are inadequate or that do not meet the necessary functional and technical requirements. The development of accessible software is directly related with the existence of a software development process that allows for a continuous evolution of both the software and user interfaces [39] , thus mimicking the current business environment and organizations' changing needs [56, 93] .
Even though the conceptualization of user-centred design lacks global consensus, existing research still presents a series of principles that tend to be considered of general acceptance [94] : user focus, active user involvement, evolutionary systems development, simple design representations, prototyping, evaluate use in context, explicit and conscious design activities, a professional attitude with multidisciplinary teams, including usability experts, holistic design, process customization and establishing a user-centred attitude.
Thus, combining both agile and user-centred approaches makes sense, given the relevance of allowing for software analysts, software developers, software testers, user interface designers and software "owners", to actively and continuously collaborate in the pursuit of including accessibility concerns and patterns in software development projects [90] .
Conceptual model stages
The proposed model consists of five phases. Each phase includes activities centred on tasks dedicated to accessibility. We describe them below. 
Analysis
As argued by Sommerville and Sawyer [95] , in order to produce a software solution that at the same time is complete and complies with all system, functional, business and standard-related requirements, it is indispensable to perform a focused and detailed analysis of both the software solution surrounding it and the impairing needs that it should fulfil. In order to properly design a software solution to a given problem, one needs to perform a focused investigation of all the details of the existing problem [96] . Thus, in order for a development team to start designing their software solution, they need to accurately identify all existing functional and non-functional requirements.
In our conceptual model, the analysis phase is responsible for system-level requirements gathering activities. This is a high-level analysis focused on strategic information planning and business area analysis. This phase is crucial to decide the feasibility of the project, identifying the need to develop a new system or the improvement of an existing one. It should be delimited in its scope and a base pane elaborated where the time and resources necessary are declared for its execution. Subsequently, the software requirements must be specified in conjunction with the client, considering the domains of information, function, behaviour, performance and interfaces. For each type of user interface, the analyst should make a merge effort between the e-accessibility standards (available in Table 1 ) and the functional and nonfunctional requirements of the software to be developed. According to Breaux et al. [97] , when software analysts accurately identify and characterize the accessibility (and usability) requirements of a given software solution and its relation with all the other functional and non-functional requirements, than the chances of successfully reaching an accessible final product increase.
Design
According to Wieringa et al. [96] , after reaching the list of requirements that must be fulfilled, software architects and UI experts might combine efforts towards designing a solution that is not only appealing and easy to use but also complies with all identified necessities.
The design phase proposed in our conceptual model should represent the translation of software requirements into a set of representations to define the model in which it will be developed, focusing on the specification of data structure, software architecture, algorithms and the characterization of interfaces. Software projects tend to be divided into logical and physical components, the logical component being an abstraction of the computational platform and the physical component aligned with the technological details inherent to the coding choices (e.g. databases, programming languages, hardware, operating system and data communications). When idealizing and designing user interaction interfaces, the UI design experts should assume the need for usability and accessibility requirements, thus idealizing user-friendly interfaces for all. Drawing on the arguments of Kuzma [98] , software designers tend to lack the necessary knowledge and experience on how to design accessible and usable user interfaces that all users, regardless of their inabilities, would be able to use.
Coding
As already mentioned, software developers tend to lack the skill set to develop usable and accessible software that meets existing e-accessibility and usability norms and regulations. Even though coding tends to be an individual activity where each programmer uses his/her own coding approach and organization, the existing (technical and scientific) literature stipulates the guidelines for both coding according to existing standards but also to always be critical towards developers' work as one can in most of the cases improve not only the efficiency but also the code compliance of the mentioned patterns [22, 99] .
As we propose in our accessible software development conceptual model, the coding stage encompasses the creation of computer programs based on the project specifications, that is, the translation of the project into programming languages, the creation of databases and the implementation of the system support platform. The greater the design detail, the greater the automation in code generation. When coding the applications-based on the previous specification-the plugins and tools that the IDEs (Integrated Development Environments) already incorporate must be used, not only for the development of accessible software, but also for the immediate evaluation of compliance.
Hence, by combining the abovementioned with Kim [100] and Martins et al. [14] , it is critical that software development teams possess, at least, the basic knowledge on how to incorporate the accessibility features in their coding activities and, in parallel, on how to properly test the developed software "modules" against existing norms or standards. The referred teams should also consider the need for the developed software to have a high level of maintainability, thus making it easy to ensure a continuous fulfilment of all requirements (including those related with accessibility and usability) [101] .
Deployment
According to Dearle [102] , in traditional software development models, the deployment stage is known to be a postproduction stage where the software piece is made available to a "production" server, i.e. for it to be publicly available.
The high complexity behind this stage makes it critical for a more complete project success and is very dependent on multiple factors that might influence the stage outcome, such as the necessity for a specific configuration in the software hosting server [103] .
In the proposed conceptual model, this stage assumes a determinant role given that when deploying the software, it must be ensured that all accessibility and usability features are active and fully functional. This is relevant at this stage because some of the features may require specific configuration requirements by platform hosting servers. After the deployment tasks are performed, software testers should revise the entire software solution in order to discard possible accessibility or usability issues. In case, testers detect some anomaly, it should be immediately reported to both the project manager and the deployment manager in charge.
Maintenance
In their research, Riaz et al. [104] argue that in order for a given software to maintain its overall functionality and usability, it must have a significant level of maintainability. On a similar note, Agarwal, Majumdar [105] also hold that ensuring a considerable maintainability will trigger the software's ability to continuously oblige with existing standards such as the usability and accessibility norms, regulations and guidelines. Given the nature of software, it will inevitably have to evolve. Changes arise from the emergence of new errors, from the adaptation to changes in the external environment, from the prevention of future problems or from continuous functional improvement. Over time, it should be ensured that the content to be created is in line with existing regulations and that compliance must be periodically verified through the use of automated assessment tools and verified less regularly through the use of real users (with or without a disability).
Our perspective on the maintenance stage is that it should be considered something more than simply correcting errors and issues that have been identified. Those who are responsible for performing the maintenance tasks should also help those who analyse, design and develop the software by giving them feedback on their efforts for compliance with existing e-accessibility and usability norms, and on the possibilities of evolution that might be considered for future developments.
Conclusions
The e-accessibility issue, despite being the focus of more research today than a few years ago, has yet to be the target of a study that summarizes and condensates existing documentation (norms, rules, regulations, standards and guidelines) in order for those analysing, developing and testing software to be able to acquire know-how in a single place.
From a theoretical perspective, merging into a single document a set of acknowledgements from the existing literature on e-accessibility and merging this with not only the motives behind the importance of the topic for both science and practice, but also with a conceptual model that allows software developers and software development project managers to create accessible software, is a very considerable contribution.
As mentioned above and highlighted, despite the relevance associated with the e-accessibility topic and the existence of multiple research projects focused on the topic, the presentation of the motives behind organizations' and governments' willingness to adopt e-accessibility and the combination of these motives with experts' perspectives on the topic might serve as the basis for future research aimed at not only further developing the techniques, methods and tools to develop accessible software, but also to further develop existing norms.
The presentation of a proposal for an accessible software development model is, from our perspective, a novel contribution that might represent something of tremendous value for those IT companies willing to develop accessible software, as it encompasses the accessibility feature (and inherent activities) into the software development process. This was possible as our research team includes individuals who have the benefit of both academic (and therefore theoretical) as well as practical experience in software development and implementation. Furthermore, academia also tends to be more socially aware and less profit-conscious, an aspect which led to the writing of this particular research study. From yet another perspective, a conceptual software development model with the ability to support the development of accessible software might serve as the basis for learning and training institutions to adapt the way in which they teach students about how to develop software and, as such, thus starting to teach how to develop accessible software. This would address one of the most highlighted motives for the existence of non-accessible software, the lack of know-how, in the professional marketplace, on how to do it.
The presented work is a part of a broader research project in which a new (and fully tested and matured) software development model is to be developed. This said one of the limitations of the present work is that it presents a conceptual model that is yet to be included in a real test, such as a software development project with real developers and real requirements. Thus, as future work, we are going to plan and execute a real-life test where a given piece of software is to be developed with the structural support of our accessible software development model. With this test, we aim to not only test the integration between all of the defined development stages, but also assess the level of compliance with accessibility regulations and guidelines of the produced software piece.
Digital accessibility is a very under-implemented feature. Those with decision-making power are not likely to care or even know enough about it. Not enough attention has been given to the subject in the media, and making the required alterations, to make software accessible to all, is still very much seen more as a cost than as an opportunity to widen one's customer base. Since software accessibility is not being fulfilled, and its power is under-evaluated, a possible and reasonable contribution to the global solution to the highlighted issues would be to propose an accessible software development model that incorporates the accessibility topic in its core. This conceptual model could be used not only for supporting software development projects aimed at developing accessible software, but also as a basis for software engineering and development teaching and training activities, thus helping to reduce the gap between existing accessibility regulations, guidelines, tools and evaluation procedures and computer science and informatics students and IT specialists.
