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Introduction
The core idea of hypertext has been described clearly and accurately:
The concept of hypertext is quite simple: Windows on the screen are associated with objects in a database, and links are provided between these objects, both graphically (as labelled tokens) and in the database (as pointers) (Conklin, 1987, p. 17) (See also Nielsen, 1990 , and Shneiderman and Kearsley, 1989, for book-length introductions to hypertext.) Still, as is universally recognized, there is more to the idea of hypertext than linked information items that allow a user to explore ideas and pursue thoughts in a free and "non-linear" fashion. After all, well-designed standard computer application programs, including reporting systems and decision support systems, have long delivered such capability, at least to a respectable degree. What hypertext systems add, with their emphasis on the value of linked information items, is: (1) easier, richer, more highly featured linking of information; and (2) system-level, rather than application-level, support for creating, maintaining, exploiting, and managing linked information items (Bieber, 1991) . Like database systems, report generators, graphics packages, and user interface management systems, hypertext software can be seen as application-independent, system-level tools for providing useful features for specific applications.
Our aim is to describe and discuss certain extensions at the system level to the core ideas of hypertext, which we call generalized hypertext. We have been motivated to develop generalized hypertext concepts as part of a larger effort, funded by the U.S. Coast Guard, to develop decision support system shells, i.e., system software for generating particular decision support systems (Bhargava, et al., 1988; Kimbrough, 1986 ; Kimbrough, et al., 1990a; 1990b; Minch, 1990) . Our purpose in this article is mainly to describe these concepts, the reasons for them, and their present implementation. The paper is organized as follows. In the next section, we present briefly the core concepts and vocabulary for basic -hypertext, as well as certain problems and limitations of this hypertext concept. These problems and limitations are widely recognized. They are the primary motivation behind our concept of generalized hypertext, which is the main focus of this article. We then present the essential ideas of generalized hypertext, followed by a discussion of our implementation of the system.
Basic Hypertext
Our aim in this section is to briefly present and discuss basic hypertext. In the following section we shall contrast this with the generalized hypertext system that we have conceived, developed, and implemented. Certainly, many existing systems have richer feature sets than we shall describe in connection with basic hypertext, but our focus in this article is on generalizations to the basic hypertext concept. Further, although we shall limit our discussion to hypertext, most of what we say (when not describing our implementation) can be applied as well to hypermedia.1 The central concept in hypertext is that of linked collections of information. A hypertext document may be seen as a graph, with nodes that are collections of information (called, e.g., windows (Conklin, 1987) , documents (Brown, 1987; Haan, et al., 1992) , cards (Apple Computer, 1989; Halasz, 1988), information items (Bhargava, et al., 1988) , chunks (or pieces of text) (Koved, 1988; Trigg, 1983) , frames (Akscyn, et al., 1988) ). Links specify relationships between nodes. They may have properties themselves and fall into types. They are maintained by the system, and are named or referred to by buttons (also called link icons (Conklin, 1987) The hypermedia concept extends hypertext to types of information items besides text, such as graphics and sound (Haan, et al., 1991) . represents a particular link in the hyperdocument, e.g., xx, which links nodes AA and BB.
Typically, a user sees a node displayed in a window, its buttons highlighted in some fashion. The user explores the hyperdocument by, e.g., clicking on a particular button, thereby causing the system to find the internal representation of the link named by the button, to then traverse the link, to find the node at the link's endpoint, and to display that node as another text passage. The newly displayed node may have buttons as well, which the user may employ in order to continue exploring the hyperdocument. Alternatively, the user may at any time decide to return to an earlier node and explore from there. Users may continue in this way more or less indefinitely, thereby exploring at will the hypertext network. A particular hyperdocument-a collection of nodes and links -may be thought of as an application written under the hypertext system. It is the system that provides the general means for exploring the particular hyperdocument. Thus, a basic hypertext system may be thought of as operating a selecttraverse-display loop. The user selects a button, the system traverses the link named by the button, and the system displays the node at the far end of the link, possibly using information picked up in traversing the link.
Typical, basic operations supported by hypertext systems include: * User-directed navigation (traversal (of links) and display (of nodes)) of the hyperdocument. * Search and display (for example, the user will provide a search string and the system will search until it finds a node containing that string and then will display the node). * Map-based navigation (the system displays a graph (called a map or network overview) of the hyperdocument, and the user may direct navigation of the hyperdocument based on the map, whose buttons, when selected, cause the corresponding node in the hyperdocument to be displayed).
* Creation, modification (e.g., editing the contents of a node), and deletion of nodes and links and their attributes. * Display of link and node attribute information (e.g., the name of the node at a link's endpoint, the type of node or link). (Conklin, 1987; Glushko, 1989) . A main virtue of hypertext is that it provides system-level support for building software that both presents cognitively tractable amounts of information on the screen and makes easily accessible arbitrarily large amounts of associated information. In the basic hypertext concept, however, the builder must explicitly design the application's displays. System-level support for tailoring the amount of information displayed and its mode of display is functionality beyond that in the basic hypertext concept.3 * Multiple views (Halasz, 1988; Koved, 1988; Perlman, 1989 
Generalized Hypertext
Our concept of generalized hypertext is basic hypertext plus generalizations with regard to nodes, links, and link traversal. These generalizations are further extended by system-level support for user and domain contextual dependencies. The aim of this section is to articulate our concept of generalized hypertext by presenting and discussing these generalizations. In the following section, we shall illustrate the generalizations with example's from our implementation.
Node generalization
In basic hypertext, nodes are largely document or card nodes: collections of text with embedded buttons and (often) graphics. Further, these nodes are explicitly represented in the system. We generalize nodes in two principal ways. First, while nodes may be collections of text with embedded buttons, under our concept a node may be any information item (structured bit stream, e.g., a document, a symbol, a picture, and so forth) about which the system may reason. Just about any sort of entity may be the endpoint of a link (including other links), and all such endpoints are considered to be nodes. Abstractly, nodes are objects that may be named (referred to) in various ways (explicitly or implicitly) and linked to other nodes. Further, information about nodes may be declared in the system, and this information (including contextual information) may be used by the system during its link traversal operations. Our second generalization is that nodes need not be explicitly represented in the system. They may be virtual, i.e., inferred (or computed (Halasz, 1988) ) at run time from declarations used to build the system, as well as from other information, such as user inputs and attached applications (such as TEFA, see below).
For example, in the decision support system supported by our generalized hypertext implementation, (illustrated later), models are represented in the attached application, TEFA, and every declared model is also a node. Linked virtually to every model are the results of various operations on it, e.g., describing it and evaluating it. These results are themselves nodes, typically document nodes with embedded buttons, and are created in real time during operation of the system.
Link generalization
In basic hypertext, each link establishes a relation between a single source node and a single destination node, called the link endpoint. We generalize links in two principal ways. First, links may fork into multiple links. Thus, in selecting a button, which names a link, the user may then be asked to choose among several sub-links. (We call such collections of sub-links link ensembles.) For example, later we shall see that the name of a mathematical model may be a button in a document. Upon selecting such a button, the link traversal routine will infer that several analysis options are presently available, e.g., to run the model, to describe the model, and to suggest a scenario (data set) for running the model (see Figure 2 ). There are also two hypertext documentation options for adding a comment and for initiating a user-declared (i.e., explicit) link. Each of these sub-links, or link forks, is traversable by the system and may be thought of as a command. In basic hypertext each analysis link may be thought of as a command to display one of the two endpoints of a link. This generalization allows arbitrary commands for operating upon a link endpoint and is a richer concept than that normally encompassed by procedural attachment.
Our second generalization is that links need not be explicitly represented in the system. Like nodes, they may be inferred at run time from declarations used to build the system, as well as from other information, such as user inputs, attached applications, and context. In fact, generalized hypertext buttons will often indicate the presence of such virtual links. These links are not generated until the user actually chooses to traverse them.
Generalizing link traversal
In basic hypertext, as noted above, link traversal is normally performed through a selecttraverse-display model: the user selects a button (e.g., by pointing to it with a mouse and clicking on the mouse), the system finds the link named by the button, traverses it, and displays the node found at the link's endpoint. (In the case of procedural attachment, the system may find a procedure at a link endpoint. If so, the system calls the procedure, which normally changes the content or display of a node.)
We generalize link traversal as follows. Inference (indeed, arbitrary processing) may occur both before and after traversal of a link. After the user selects a button, the system may perform a series of inferences in order to determine what the available links are (i.e., the system collects the link ensemble), possibly taking context into account. If there are several options available, the user is then prompted to choose a particular sublink and (when needed) to supply parameters. (Alternatively, the system may invoke a default.) Inferencing is performed again in order to validate the refined request. Upon successful validation, the system determines (finds or generates) the appropriate sub-link and traverses it. Traversalwhich may itself be a complex inferencing process and may use application-level procedures -produces a symbol that names a node. Inferencing, or processing, is then performed on that symbol (e.g., for the purpose of formatting and display 
Use of the generalizations
Under our concept of generalized hypertext, nodes are objects (declared or inferred), and links declare operations that may be applied to objects, usually producing a hypertext document upon completion. These generalizations are the outcome of our intention to construct a hypertext system in which the cost of building hyperdocuments is greatly reduced through automatic creation of nodes and links on the basis of application-dependent declarations. System-level procedures that implement these generalizations work on application-specific declarations in order to make the necessary inferences for automatic linking, automatic node creation, and support for multiple views of nodes, links, and buttons. An important element of our design concept is that the application should declare-explicitly or implicitly-what is important to it, and the generalized hypertext system should exploit these declarations in order to infer links, nodes, and views. (This is done, in our system, through the use of universally quantified generalizations, which we call bridge laws. Figure 3 , A is the user, B is the communications path on which messages from the message management system flow, and C is the locus of external procedures (e.g., subroutine libraries and commercial model solvers) and data (e.g., in database management systems). Maxi is a standalone event-driven generalized hypertext editing and management system. It dynamically creates user interface environments based on requests from TEFA, which are tailored using context information about the task and the user (Halasz, 1988) . As seen in Figure 3 , Maxi has two main components. The user communicates directly with the dialog subsystem, which handles the physical input and output. The (largely) configuration-independent hypertext subsystem passes information between TEFA and the dialog subsystem, performing hypertext editing and inferencing as necessary. TEFA is a domain-independent model and data management system currently supporting models that KSS Shell Figure 5 on the screen. The highlighted buttons in an interactive document denote links, real or virtual. Although they indicate a relation to information in the knowledge base, they (usually) are not explicitly linked to anything. As we shall see, only when they are queried directly will a link be determined and traversed.
Step 3a: Analyst's Point of View. Next, suppose the analyst wants to execute the Asset model under two scenarios. The analyst presses the (Macintosh) option key, and the "show me all available options" cursor appears as shown in Figure 5 (near the upper right-hand corner) . The analyst then clicks the mouse on one of the "asset" buttons. Figure 2 shows the list of available options (i.e., generalized hypertext links), which is generated inferentially. Thus, we say that a button names a link ensemble, or bundle of links, rather than a single link as in basic hypertext.
Step 3a: System's Point of View. What happened internally is that the system interface determined that the user clicked on a set of known entities: the asset button, the report node, and the interface window itself. By default the system chose to take the most specific entity (i.e., the button) and translated its internal ID to its TEFA identifier in The analyst believes the variable "f_c" stands for the total fleet costs, but just to be sure, clicks on it to ask for a short description. The generalized hypertext reports generated are shown in Figure 6 . These standard reports are quite sparse, but they could be made more explicit for, say, a novice analyst. Alternatively, if only the total fleet cost were needed, a report with only this value could have been returned.
Steps 3b to 5: System's Point of View. In order to execute the Asset model for the user, the system traversed a virtual "execution" link (as opposed to the other options of traversing a "describe" link or a "suggest scenario" link, etc.) from a report button for a model node. As a result of following the execution link, the model was executed, and, as it happens, a standard report node comprising the major resulting values was generated as the link destination (i.e., the node was created) and passed to the interface for display.
Steps 6 to 8. Figure 7 shows the final ad hoc report that the analyst has constructed for the executive browser. Note that the analyst has had to do no explicit linking. Instead, the automatic links were carried over through the buttons (boldface text in the figures) via copy and paste operations and editing of the final report. Although the final report is quite short, an executive or browser can query any button for further detail (Bieber, 1992) . In fact, a large amount of information is available in this fashion. Max supports many other features (e.g., explicit creation of nodes, links, and buttons; userinduced, machine-interpretable comments on models and data) and contains several substantial mathematical models, but discussion of these lies beyond our current purpose, which is to present and discuss generalized hypertext and the essentials of our implementation of it.
Discussion and Conclusion
Hypertext is recognized as a method for reducing the human operating cost and cognitive overhead of using information systems. 
