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Resumen
Esta presentación describe las características de un
sistema de autoevaluación de código, similar a los
utilizados en los concursos de programación, que
permite a los estudiantes aplicar los conocimientos
teóricos de la disciplina de algoritmia para resolver
problemas prácticos y, a la vez, reforzar las com-
petencias generales de programación adquiridas en
cursos previos. La experiencia de varios cursos en su
aplicación demuestra que la utilización de un siste-
ma competitivo introduce un aliciente adicional para
la realización de los ejercicios.
1. Motivación
Varios cursos de docencia en una asignatura de al-
goritmia de cuarto curso de ingeniería informática
generaron las siguientes observaciones:
• Los mayoría de los estudiantes encontraban
grandes diﬁcultades para aplicar los conoci-
mientos teóricos de algoritmia a la resolu-
ción de problemas simples inspirados por casos
reales.
• Los fundamentos de programación adquiridos
en los cursos previos a esta asignatura no pare-
cían suﬁcientes para generar programas robus-
tos que resolviesen correctamente todos los ca-
sos de prueba planteados.
• La capacidad de los estudiantes para generar
programas bien estructurados y documentados
y para aplicar estrategias de control de la cali-
dad de los programas no se manifestaba en la
evaluación de los resultados (basada en la su-
pervisión de prácticas y en un examen escrito).
• La compartición entre los estudiantes de frag-
mentos de código hacía difícil evaluar el
desempeño real de cada estudiante en las horas
de laboratorio.
Para intentar corregir estas deﬁciencias se deci-
dió reorientar la asignatura hacia un carácter más
Figura 1: Información al estudiante sobre los problemas
realizados y el nivel de progreso en cada uno de ellos.
práctico y, en consonancia, cambiar el sistema de
evaluación por otro basado en la resolución de un
problema en el laboratorio. Para facilitar la eva-
luación y el aprendizaje se implementó el sistema
javaluador[1] que permite a los estudiantes com-
probar la eﬁciencia de sus implementaciones. Este
sistema se implementó en Java ya que la máquina
virtual de Java ofrece un entorno robusto que mini-
miza los riesgos de ejecutar código externo dentro
de nuestro servidor.
La evaluación ﬁnal de la asignatura se realiza me-
diante la resolución en el laboratorio de un problema
similar a los utilizados durante la fase de aprendiza-
je. Esto hace posible (incluso deseable) que los es-
tudiantes compartan ideas durante el curso sin que
esta forma de trabajar perjudique la objetividad de
la evaluación global.
2. Descripción general
El sistema contiene varias decenas de problemas
que pueden ser utilizados durante la fase de entrena-
miento. Cada enunciado (en formato PDF) contiene
una descripción genérica del problema, la especiﬁ-
cación de la función que debe implementarse y algu-
nos ejemplos con valores posibles de los parámetros
de entrada y los valores de salida correctos para cada
caso.
La mayor parte de los problemas (aunque no to-
dos) requieren optimizar un valor —mediante una
función llamada best o bestValue— u obtener una
solución óptima —mediante una función llamada
520 Pósteres
bestSolution o similar. En este último caso, si
existen varias soluciones óptimas y el enunciado no
establece un criterio de preferencia, cualquiera de
ellas será considerada correcta. Como los datos del
problema sólo indican el valor óptimo, el proceso de
evaluación requiere comprobar que la solución de-
vuelta es efectivamente una solución (esto es, que
cumple los requisitos del problema) y que además
conduce al valor óptimo cuando se evalúa con la fun-
ción de mérito del problema.
Cuando se envía un código para su corrección, el
sistema javaluador proporciona información deta-
llada (véase la ﬁgura 1) en función de los siguientes
resultados posibles.
1. Error de presentación: el código enviado no sa-
tisface las especiﬁcaciones generales o utiliza
funciones no permitidas.
2. Error de compilación: el programa no es Java
válido o no contiene la función requerida.
3. Memoria máxima excedida: el programa re-
quiere más memoria de la permitida (100MB
por defecto).
4. Tiempo máximo excedido: el tiempo máximo
de ejecución (10 segundos por defecto) ha sido
superado.
5. Error de ejecución: se ha producido un error du-
rante la ejecución con los datos de prueba.
6. Código incorrecto: el programa no resuelve
adecuadamente algún caso de prueba.
7. Tiempo requerido: tiempo para completar todos
los casos de prueba correctamente (cuando éste
es inferior al máximo establecido).
3. Entrada y salida del sistema
En principio, parece deseable en un sistema de au-
toevaluación evitar los típicos problemas asociados
a entradas no previstas por el programador que no
están relacionados con cuestiones algorítmicas. Este
tipo de errores se minimiza si el estudiante no nece-
sita incluir funciones de lectura o escritura de ﬁche-
ros en su programa sino únicamente funciones que
obtienen los datos a partir de parámetros bien espe-
ciﬁcados en el enunciado del ejercicio. Así se evitan
también los peligros asociados a permitir el acceso a
ﬁcheros del sistema por un programa ajeno.
Sin embargo, otros argumentos apoyan el uso de
entradas basadas en texto:
Figura 2: Informe de progreso con información sobre la
fecha de envío y URL origen.
• La mayor parte de los sistemas de evaluación
on-line[3] utilizan como entrada y salida ﬁche-
ros de texto.
• Durante el desarrollo y supervisión del progra-
ma es preciso leer y escribir datos (a menudo de
gran tamaño para probar la eﬁciencia de la im-
plementación) por lo que el estudiante tendrá
que implementar en cualquier caso estas fun-
ciones.
• Con frecuencia, el programa debe ser supervi-
sado por los profesores en el laboratorio utili-
zando algunos casos de prueba y esta tarea debe
ser lo más sencilla posible.
Considerando todas las razones anteriores, se deci-
dió utilizar una aproximación ﬂexible, que permi-
te determinar cualquier tipo de entrada. Es decir, el
enunciado debe especiﬁcar qué función o funciones
deben implementarse y los tipos de los parámetros
y del valor de retorno de cada una. No obstante, en
el caso de los problemas de prueba se optó sistemá-
ticamente por la siguiente estrategia: los parámetros
suelen ser de tipo cadena —String— o de tipo vec-
tor de cadenas —String[]— lo que hace la función
muy similar a la que hay que implementar en otros
evaluadores on-line y muy próxima a la entrada de la
función principal—main(String[]args)—, lo que
simpliﬁca la supervisión en el laboratorio. Como la
mayor parte de los problemas requiere procesar una
cadena de texto de entrada, se recomienda usar la
función split de la clase String1 para procesar las
entradas de texto.
4. Elementos de seguridad
La máquina virtual de Java, además de ofrecer un
entorno robusto que minimiza los riesgos de ejecu-
1String.split("\\p{Space}+")
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tar código externo en el servidor, permite fácilmente
limitar la cantidad de memoria disponible para re-
solver un problema (mediante la opción -Xmx), que
es uno de los parámetros de eﬁciencia de los progra-
mas.
La supervisión de los ejercicios la realiza un pro-
grama corrector que compara los resultados obteni-
dos por el programa enviado para un número arbitra-
rio de casos de prueba con los resultados esperados.
Los casos de prueba y la salida correcta se almace-
nan en un ﬁchero de texto separado para simpliﬁcar
su actualización. Como se discutirá más adelante, el
programa corrector permite la inclusión de funcio-
nes de evaluación de la respuesta para los problemas
que permiten múltiples respuestas correctas.
El límite de tiempo (10 s) se establece para que
el servidor pueda atender cientos de peticiones por
hora sin generar colas de espera signiﬁcativas (sobre
todo durante la evaluación). El control del tiempo
que se dedica a la resolución de cada entrega se utili-
za la instrucción launchtool que permite establecer
un tiempo máximo de CPU para cada proceso.
Para ajustar la diﬁcultad del problema se generan
casos de prueba que pueden resolverse en una frac-
ción pequeña del tiempo máximo (típicamente unos
segundos) siempre que se usen estrategias algorít-
micas adecuadas. Afortunadamente, la utilización de
estrategias inadecuadas suele conducir a tiempos ex-
traordinariamente largos dado el carácter exponen-
cial de la mayoría de los problemas.
Para evitar la extracción accidental o malintencio-
nada de información interna del programa de correc-
ción deben bloquearse las salidas estándar y de error
durante la ejecución de las funciones externas. Sin
embargo, para ofrecer al estudiante la máxima can-
tidad posible de información sobre los problemas de
su código, sí que se permite la lectura de todos los
errores y excepciones. Para evitar que estos errores
revelen información sobre las pruebas el corrector
informa de un error de presentación en los siguien-
tes casos:
• Se crean o extienden clases cuyo nombre inclu-
ye File, Error, Exception o Throwable.
• Se utilizan funciones del sistema o de ciertas
clases (por ejemplo, Runtime o Method) tales
como exec, exit, halt o invoke.
5. Administración
El sistema javaluador permite establecer rangos
de fechas para la realización de cada ejercicio (véa-
se la ﬁgura 3. Esta característica es útil para realizar
ejercicios con supervisión durante el curso (con fe-
cha de entrega) y para establecer límites de tiempo
en la evaluación.
Además el sistema genera informes sobre el grado
de progreso global (véase la ﬁgura 2). también per-
mite generar informes de resultados para cada pro-
blema y para cada estudiante. Para cada problema
se informa además de quién lo ha resuelto en menor
tiempo de ejecución (el estudiante recibe esta infor-
mación inmediatamente). En todos los casos, se pre-
senta un resumen estadístico con los siguientes da-
tos:
• Problemas resueltos
• Problemas pendientes de comprobación
• Códigos aceptados
• Error de presentación
• Respuesta incorrecta
• Error de ejecución
• Excedido límite de tiempo
• Excedido límite de memoria
• Uso de funciones restringidas
• Error de compilación
Además se añade información sobre:
• Identiﬁcador del estudiante
• Código fuente enviado.
• Resultado (respuesta)
• Tiempo dedicado de CPU.
• Fecha y hora de envío.
• URL de acceso.
Esta información es útil para la supervisión de los
trabajos y, especialmente, para el control de la eva-
luación. La gestión de los permisos de acceso se cen-
traliza en los servicios administrativos de la Univer-
sidad, de forma que se comparte con otros servicios
y se comparte mediante un protocolo LDAP (Light-
weight Directory Access Protocol).
6. La experiencia
Actualmente, javaluador ofrece una treintena de
problemas resolubles mediante procedimientos re-
cursivos pero que, en su mayoría, para que sean eﬁ-
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Figura 3: Página de administración de los casos de prueba
e información general.
cientes, requieren aplicar técnicas de poda o de pro-
gramación dinámica.
La publicación de los récords (los tiempos de eje-
cución menores para cada problema) demostró ser
un aliciente para el trabajo de muchos estudiantes.
En general, los estudiantes valoraron positivamente
la objetividad de la evaluación y la orientación apli-
cada de la asignatura. Sin embargo, algunos casos
problemáticos fueron detectados porque algunos es-
tudiantes consideraban la evaluación en el laborato-
rio especialmente estresante lo que les impedía ren-
dir en el nivel que aparentemente habían alcanzado
previamente.
Otra diﬁcultad considerable fue establecer unos
criterios de gradación en la evaluación del examen
(no así de la asignatura en la que se tenían en cuenta
también los ejercicios realizados), ya que ni el tiem-
po de ejecución ni el número de entregas del ejerci-
cio demostraron ser elementos suﬁcientes para pon-
derar la calidad de la resolución presentada. Todos
estos elementos serán objeto de reﬂexión en los pró-
ximos cursos en que se aplique esta metodología de
aprendizaje y evaluación.
Globalmente, la experiencia ha resultado muy in-
teresante y nos anima a experimentar nuevas vías si-
milares.
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