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Abstrakt
Cílem této bakalárˇské práce je seznámení se s programem BP Studio, který je implemen-
tován v jazyce Java, a provedení úprav na tomto programu. Nejprve je v práci nezbytná
úprava již existujícího zdrojového kódu a následneˇ jsou rozšírˇeny i možnosti programu.
Cˇtenárˇ je v rámci této práce obeznámen s tím, co všechno obnáší takové úpravy prová-
deˇné na rozsáhlejším projektu.
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Abstract
Objective of this Bachelor Thesis is to become familiar with the BP Studio program, which
is implemented in Java, and performing required changes into it. First, there is need to
perform necessary adjustment of existing source code, and then the program options are
extended. The reader is familiarised with what is it all about performing such modifica-
tions on larger project.
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Seznam použitých zkratek a symbolu˚
UML – Unified Modeling Language
API – Application Programming Interface
JDK – Java Development Kit
PDF – Portable Document Format
SVG – Scalable Vector Graphics
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41 Úvod
Modelování podnikových procesu˚ je v soucˇasné dobeˇ du˚ležitou soucˇástí prˇi vytvárˇení
podnikových procesu˚. Umožnˇuje získat prˇehled o skupineˇ aktivit a úloh, které jsou po-
trˇeba pro vykonání urcˇité služby nebo vyrobení výrobku. Je také žádoucí, aby tyto pro-
cesy byly co nejefektivneˇjší, tudíž je možné procesy díky teˇmto modelu˚m optimalizovat.
A prˇesneˇ k tomu slouží program BP Studio.
Textová cˇást práce je rozdeˇlena na 3 hlavní kapitoly. První kapitola popisuje blíže úcˇel
programu BP Studio a jeho strukturu. Zabývá se popisem trˇíd sloužících pro vytvárˇení
modelu˚ podnikových procesu˚ v aplikaci, trˇíd sloužících pro generování simulovaných
modelu˚ a trˇíd využívaných prˇímo prˇi simulaci. Dále je zde popsán druh simulace vyu-
žívaný pro simulování podnikových procesu˚ a postup, jak probíhá tato simulace v pro-
gramu BP Studio.
Druhá kapitola se zabývá analýzou žádoucích zmeˇn v aplikaci. Jsou zde popsány
zmeˇny provádeˇné v aplikaci, du˚vody vedoucí k provádeˇní teˇchto zmeˇn, prˇípadneˇ du˚-
vody vedoucí k implementaci nových možností do programu.
Trˇetí kapitola už je následneˇ veˇnována prˇímo implementaci zmeˇn popsaných ve druhé
kapitole. Je zde popsán detailní postup implementace jednotlivých zmeˇn. Také je v této
kapitole uveden prˇehled knihoven pro vytvárˇení grafu˚ v jazyce Java a postupy prˇi vy-
tvárˇení grafu˚ za využití zvolené knihovny.
52 BP Studio
BP Studio je nástroj umožnˇující vytvárˇení modelu˚ podnikových procesu˚, které mohou
být poté analyzovány, prˇípadneˇ vylepšovány, aby se zvýšila kvalita procesu, snížila se
doba cyklu procesu nebo naprˇ. snížila cena nákladu˚ pro urcˇitý proces. BP Studio na-
bízí možnost vytvárˇení funkcˇních, objektových nebo koordinacˇních modelu˚. Koordinacˇní
modely je také možné následneˇ odsimulovat a získat tak informace o tom, jak by mohl
proces v praxi vypadat, zda se v neˇm nenachází neˇjaký slepý bod, jak dlouho by jed-
notlivé aktivity a proces celkoveˇ trval, které aktivní a pasivní objekty jsou nezbytné pro
zahájení aktivity, jaké náklady by potrˇebovala která aktivita atd.[1]
Program by se dal tedy rozdeˇlit na 2 hlavní cˇásti. První z nich je modelování a analýza
procesu. Tou druhou cˇástí je poté v prˇípadeˇ koordinacˇního modelu možnost simulace
tohoto procesu.
2.1 Modelování
Hlavní trˇídou pro vytvárˇení modelu˚ je trˇída Method. Ta se stará o prˇidávání diagramu˚ a
elementu˚, také o získávání jejich hodnot a prˇípadneˇ o slucˇování více instancí trˇídy Me-
thod. (struktura trˇíd urcˇených pro modelování viz. obrázek 1)
Pro práci s elementy uvnitrˇ trˇídy Method slouží instance trˇídy ElementDictionary.
Zde se ukládají kolekce všech podnikových procesu˚, aktivních prvku˚, pasivních prvku˚ a
aktivit (trˇídy BusinessProcess, Active, Passive a Activity). Všechny tyto 4 trˇídy implemen-
tují rozhraní ProcessElement, což je základní rozhraní pro všechny elementy procesu.
Trˇídy Active a Passive toto rozhraní neimplementují prˇímo, ale deˇdí ze trˇídy ProcessOb-
ject, která rozširˇuje možnosti rozhraní ProcessElement o další vlastnosti pro aktivní a
pasivní objekty.
Pro práci s diagramy ve trˇídeˇ Method slouží instance trˇídy ModelDictionary. Zde
jsou pro zmeˇnu uloženy kolekce všech vytvorˇených funkcˇních, objektových a koordinacˇ-
ních diagramu˚ (trˇída Diagram). Trˇída Diagram je základní trˇídou pro všechny diagramy.
Uchovává v sobeˇ kolekci uzlu˚ (trˇída Node) a propojení uzlu˚ (trˇída Connection), které
jsou vykresleny na tomto diagramu. Jak trˇída Node, tak i trˇída Connection implementují
rozhraní GraphicElement, což je základní rozhraní pro všechny objekty, které lze vykres-
lit.
Trˇída Node je základní trˇídou pro všechny vykreslované uzly diagramu. Uchovává si
v sobeˇ odkaz na diagram, na kterém je vykreslen, a také odkaz na instanci trˇídy ProcessE-
lement, tedy zobrazovaného objektu. Trˇída Node je dále rozširˇována pro jednotlivé vy-
kreslované elementy, kde každý z teˇchto potomku˚ implementuje metody pro vykreslení
specifického vzhledu uzlu. Trˇída SubprocessNode slouží pro grafické zobrazení instance
trˇídy BusinessProcess v kontextu koordinacˇního diagramu, trˇída ProcessNode slouží pro
zobrazení instancí trˇídy BusinessProcess i v ostatních diagramech, trˇída ActivityNode
reprezentuje grafické zobrazení instancí trˇídy Activity a trˇída ObjectNode rozširˇuje mož-
nosti trˇídy Node o neˇkteré vlastnosti specifické pro aktivní a pasivní uzly. Trˇídu Ob-
jectNode poté rozširˇuje trˇída ActiveNode pro vykreslení aktivních objektu˚ (instance trˇídy
Active) a trˇída PassiveNode pro vykreslení pasivních objektu˚ (instance trˇídy Passive).
6Trˇída Connection je základní trˇídou pro všechny vykreslované propojení uzlu˚ v dia-
gramu. Každá instance si uchovává odkaz na dveˇ instance trˇídy Node, do kterých ukládá
uzly, mezi kterými je toto propojení nastaveno. Stejneˇ jako tomu bylo i u trˇídy Node,
tak i trˇída Connection je dále rozširˇována pro zobrazení specifického vzhledu propojení
mezi jednotlivými uzly. Pro zobrazení vztahu˚ mezi uzly ve funkcˇním diagramu slouží
trˇídy Collaboration reprezentující vztah spolupráce, Owner reprezentující vztah vlast-
níka uzlu, Containment reprezentující vztah obsažení (proces obsahuje neˇjaký podpro-
ces), Product reprezentující vztah produktu (jaké aktivní a pasivní objekty jsou produkty
procesu) a Customer reprezentující vztah zákazníka (jaké aktivní a pasivní objekty jsou
potrˇeba pro zahájení procesu). Vztahy mezi uzly v objektovém diagramu jsou repre-
zentovány trˇídami Association pro zobrazení asociace mezi objekty, Composition pro
zobrazení vztahu kompozice, Generalization pro zobrazení vztahu zobecneˇní a Role pro
zobrazení vztahu role. Nakonec pro vykreslení vztahu˚ mezi uzly v koordinacˇním dia-
gramu slouží trˇídy Flow zobrazující vztah toku (jaké objekty jsou vstupy do aktivity,
prˇípadneˇ její výstupy), Responsibility rozširˇující trˇídu Flow a zobrazující vztah zodpo-
veˇdnosti (speciální prˇípad vztahu toku urcˇující, jaký aktivní objekt je zodpoveˇdný za
aktivitu) a trˇída Inhibition zobrazující vztah inhibice (jaký objekt nesmí být prˇítomen
pro vykonání aktivity). Zatímco trˇídy Collaboration, Owner, Containment, Association,
Composition a Inhibition rozširˇují prˇímo trˇídu Connection, trˇídy Product, Customer, Ge-
neralization, Role a Flow deˇdí ze trˇídy Arrow, která rozširˇuje trˇídu Connection o metody





























Pro simulaci procesu˚ se v programu BP Studio využívá diskrétní (nespojitá) simulace.
Oproti spojité simulaci, kde je cˇas rozdeˇlen na urcˇité intervaly a stav systému se meˇní
podle množiny cˇinností, které se odehrávají v daném intervalu, je u diskrétní simulace
pru˚beˇh simulace rozdeˇlen na posloupnost událostí v cˇase. Každá z teˇchto událostí se
vyskytuje v urcˇitém cˇase a znacˇí zmeˇnu stavu systému. Protože je každá událost zaregis-
trována, tak mezi po sobeˇ jdoucími událostmi se neprˇedpokládá žádná zmeˇna v systému
a tudíž lze v simulaci poskocˇit v cˇase hned z jedné události na následující. Díky tomu,
že prˇi diskrétní simulaci není nutné simulovat každý cˇasový okamžik tak, jako u spojité
simulace, mu˚že tato simulace beˇžet mnohem rychleji.[2]
Mezi komponenty diskrétní simulace patrˇí:
• Stav - množina promeˇnných zachycující charakteristické vlastnosti systému urcˇené
k prostudování
• Hodiny - simulace musí sledovat aktuální cˇas simulace v jednotkách vhodných pro
daný systém. Na rozdíl od simulace v reálném cˇase, cˇas prˇi diskrétní simulaci se
meˇní skokoveˇ
• Seznam událostí - simulace musí mít alesponˇ jeden seznam událostí, které se mají
vykonat. Každá událost má daný cˇas, ve kterém se má vykonat, a typ urcˇující, jaký
kód má být použit pro simulaci této události
• Generátory náhodných cˇísel - simulace potrˇebuje generovat náhodné hodnoty ru˚z-
ných druhu˚ v závislosti na modelu systému
• Statistiky - simulace si typicky uchovává výsledky simulace systému pro jejich ana-
lýzu
• Koncové podmínky - teoreticky by diskrétní simulace mohly beˇžet neprˇetržiteˇ, pro-
tože události jsou samospoušt’ecí. Proto je zapotrˇebí nastavit i podmínku, kdy si-
mulace skoncˇí.
2.2.2 Pru˚beˇh simulace (struktura trˇíd viz. obrázek 2)
Prˇi prˇepnutí do režimu simulace se projdou všechny diagramy ze trˇídy Method a pro
každý koordinacˇní diagram se vytvorˇí instance trˇídy SimulationDiagram, která rozširˇuje
možnosti trˇídy Diagram o nezbytné metody pro simulaci a ukládá v sobeˇ odkaz na in-
stanci trˇídy Diagram, ze které je vytvorˇen. Instance trˇídy SimulationDiagram je následneˇ
uložena do kolekce uvnitrˇ trˇídy Simulation. Dále se projdou všechny uzly diagramu a
vytvorˇí se z nich instance trˇídy SimulatedNode. Tato trˇída obsahuje referenci na instanci
trˇídy Node, ze které je vytvorˇen, a taky obsahuje odkaz na SimulatedElement.
9Trˇída SimulatedNode je základní trˇídou pro všechny simulovatelné uzly a je následneˇ
rozširˇována potomky této trˇídy, kde každý z potomku˚ rozširˇuje možnosti trˇídy o vykres-
lení daného typu uzlu. Mezi trˇídy prˇidávající možnosti grafického zobrazení uzlu patrˇí
trˇídy SimulatedActivityNode pro reprezentaci simulované aktivity, SimulatedProcess-
Node pro reprezentaci simulovaného procesu a trˇída SimulatedObjectNode, která je dále
rozšírˇena trˇídou SimulatedActiveNode pro reprezentaci simulovaného aktivního objektu
a trˇídou SimulatedPassiveNode pro reprezentaci simulovaného pasivního objektu.
Rozhraní SimulatedElement je základní rozhraní pro všechny simulované elementy
a je implementováno trˇídou SimulatedActivity, která prˇedstavuje simulovanou aktivitu
a obsahuje odkaz na prˇíslušnou instanci trˇídy Activity. Dále rozhraní SimulatedElement
implementuje trˇída SimulatedProcess reprezentující simulovaný proces a také trˇída Si-
mulatedObject, která prˇedstavuje aktivní a pasivní objekty v pru˚beˇhu simulace. Trˇída
SimulatedObject je dále rozdeˇlena na trˇídy SimulatedActive a SimulatedPassive pro ak-
tivní a pasivní objekty.
Trˇídy SimulatedActivity a SimulatedProcess implementují kromeˇ rozhraní Simulate-
dElement i rozhraní SimulatedExecutable, což je rozhraní reprezentující všechny prove-
ditelné elementy v simulaci.
O hlavní pru˚beˇh simulace se stará trˇída Simulation. Zde se po zahájení simulace pro
každou událost - krok simulace nejprve projdou všechny simulovatelné aktivity a zjistí
se, zda jde neˇkterou z nich zahájit. Pokud ano, tak se vloží záznam do trˇídy Agenda,
která se stará o plánování simulace procesu. Trˇída Agenda si uchovává kolekci instancí
trˇídy ExecutableNotice, která je využita prˇi plánování agendy a uchovává referenci na
prˇíslušný element implementující rozhraní SimulatedExecutable, referenci na danou si-
mulaci a cˇas, kdy dojde k další události daného objektu. Prˇi vložení záznamu do trˇídy
Agenda se uvnitrˇ trˇídy vytvorˇí nová instance této trˇídy ExecutableNotice a je podle cˇasu
zarˇazena na správnou pozici v kolekci, aby byly tyto instance chronologicky serˇazeny.
Následneˇ se nastaví cˇas uvnitrˇ Agendy na nadcházející událost a zjistí se, které aktivity
se v tomto cˇase mohou dokoncˇit a prˇíslušné instance trˇídy ExecutableNotice jsou poté
odebrány z Agendy. Nakonec se projdou všechny uzly v diagramech a aktualizují se. V
každém kroku simulace se také zaznamenávají do historie (trˇída History) nové záznamy
(instance trˇídy Record) obsahující informace o simulovaných aktivitách ve všech diagra-
mech, které jsou nacˇteny v simulaci. Tyto záznamy jsou po skoncˇení simulace využity



































Prˇi prvním pohledu na kód pu˚vodní verze BP Studia mohlo být pro kteroukoliv osobu
dosti obtížné a matoucí zorientovat se v tomto kódu. Také prˇi manipulaci a úpravách v
kódu bylo snadné se zamotat. Velký podíl na tom meˇlo i využití trˇídy Vector bez spe-
cifikování typu vektoru. Kvu˚li tomu bylo cˇasto potrˇeba hledat v kódu, co se do dané
promeˇnné typu Vector ukládá za hodnoty. O to více matoucí byly vektory uchovávající v
sobeˇ hodnoty dalších vektoru˚ nebo dokonce i vektory uchovávající další vektory vektoru˚.
Z tohoto du˚vodu bylo potrˇeba co nejvíce z teˇchto vektoru˚ prˇepsat za využití generických
kolekcí. Nakonec jsem se tedy rozhodl prˇepsat vektory na generické ArrayListy.
Dalším krokem prˇi úpraveˇ projektu bylo doplneˇní možnosti prˇiblížení a oddálení
plátna pro lepší prˇehled v diagramu, obzvlášteˇ u složiteˇjších diagramu˚ obsahujících více
prvku˚. Tato možnost již byla implementována u modelování diagramu, ovšem prˇi prˇe-
pnutí do módu simulace již tato možnost chybeˇla. Proto bylo požadováno její doplneˇní.
Dále prˇi spušteˇní simulace se po jejím dokoncˇení zobrazí popisek oznamující, že si-
mulace byla dokoncˇena. Ovšem prˇi spoušteˇní složiteˇjších procesu˚ mu˚že tato simulace
trvat i neˇkolik sekund nebo dokonce i déle. Beˇhem této doby uživatel neví, zda simulace
ješteˇ beˇží nebo co se deˇje. Proto bylo potrˇebné neˇjakým zpu˚sobem monitorovat i pru˚beˇh
simulace.
Ne vždy se mu˚že prˇi vykonávání procesu každá aktivita vykonávat vícekrát sou-
cˇasneˇ. Mu˚že nastat prˇípad, kdy daná aktivita smí být provádeˇna v urcˇitou chvíli pouze
jednou. Ovšem tohoto nebylo možné docílit prˇi simulaci v pu˚vodní verzi projektu a tak
se vždy, prˇi dostatecˇném pocˇtu vstupujících instancí do aktivity, zacˇala vykonávat i více-
krát paralelneˇ. Aby bylo možné zvolit, zda urcˇitá aktivita smí nebo nesmí beˇžet vícekrát
v daném cˇase, bylo nezbytné tuto možnost také naimplementovat.
Prˇi vytvárˇení procesu mohou být prˇidány v BP Studiu aktivity, které nejsou úplneˇ
du˚ležité (naprˇ. neˇjaký log) a bylo by žádoucí, aby kvu˚li prˇehlednosti nebyly tyto akti-
vity zobrazovány ve výsledné tabulce pru˚beˇhu˚ aktivit. Za cílem umožneˇní této volby
byla implementována možnost výbeˇru u aktivit, zda se mají nebo nemají zobrazovat ve
výsledcích.
Také se u procesu˚ mohou cˇasto objevit aktivity, které nejsou úplneˇ prˇímocˇaré, tedy
nerˇídí se vždy jen jedním scénárˇem, ale mohou mít více scénárˇu˚, kde každý z nich mu˚že
mít jiné náklady, trvat rozlišnou dobu, vést k ru˚zným následujícím aktivitám apod. Vez-
meme si naprˇíklad jako aktivitu neˇjakou revizi. Chceme, aby tato revize prˇi simulaci z
90 procent probeˇhla úspeˇšneˇ, ale z 10 procent, aby revize našla chybu. Prˇi simulaci se
poté podle procent vykonání daných scénárˇu˚ vykoná jeden z nich. Jenže co když chceme
odsimulovat prˇímo jen cestu, která se vykoná v prˇípadeˇ vykonání scénárˇe s 10 procentní
šancí? V pu˚vodní verzi bylo nutné spoušteˇt simulaci opakovaneˇ, dokud neprobeˇhl námi
požadovaný scénárˇ, což není zrovna ideální rˇešení. Z tohoto du˚vodu jsem naimplemen-
toval i možnost volby scénárˇe prˇi simulaci aktivity.
U propojení uzlu˚ v diagramu lze nastavit kromeˇ jiných nastavení i pocˇet instancí,
které jsou potrˇeba z daného aktivního cˇi pasivního prvku pro vykonání aktivity, poprˇ.
kolik instancí vznikne po vykonání aktivity. Tento pocˇet lze nastavit prˇímo na urcˇitý po-
cˇet (násobnost) nebo na rozsah od minimálního do maximálního pocˇtu nebo na náhodný
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pocˇet v urcˇitém rozsahu. V pu˚vodní verzi BP Studia je toto rˇešeno tak, že jako výchozí se
bere prˇímo hodnota násobnosti, poprˇípadeˇ pokud je vyplneˇn rozsah minima a maxima,
vezme se tato hodnota nebo pokud je nastavena náhodná hodnota v urcˇitém rozsahu,
použije se tato. V diagramu jsou poté u propojení uzlu˚ zobrazeny všechny nastavené
hodnoty a rozsahy. Ovšem tato funkcionalita nemusí být úplneˇ jednoznacˇná nebo prˇe-
hledná pro uživatele, a proto bylo potrˇeba upravit i vzhled této volby.
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4 Implementace zmeˇn
4.1 Prˇepis kódu na využití generických kolekcí
I když se mu˚že na první pohled zdát, že prˇepsání vektoru˚ na generické arrayListy je
jednoduché, nemusí to být vždy pravda. Nejde jen o zmeˇnu trˇíd z Vector na ArrayList,
jak to mu˚že vypadat. Je trˇeba také nahlédnout hloubeˇji do kódu a zjistit, jaké hodnoty
se do tohoto vektoru ukládají. Cˇasto jsou tyto vektory naplneˇny hodnotami, které jsou
prˇedány neˇjaké metodeˇ v parametru. Tudíž je potrˇeba se obcˇas zanorˇit ješteˇ hloubeˇji do
kódu a to jen pro zjišteˇní hodnot, které se do vektoru ukládají. Tyto vektory se následneˇ
procházely v cyklech za využití trˇídy Enumeration a prˇi prˇepsání vektoru˚ na arrayListy
nebylo možné tyto cykly využít, tudíž musely být taky prˇepsány za využití jiného druhu
cyklu.
Dalším z problému˚, které se vyskytly po prˇepsání kódu, byly metody, které meˇly
jako návratový typ funkce naprˇ. ArrayList<? extends ProcessElement> a podle
typu uvedeného v parametru vracely ArrayList instancí trˇídy Activity, BusinessProcess,
Active nebo Passive. Obcˇas byly v kódu tyto metody volány za úcˇelem získání prˇímo
specifické kolekce, která byla uložena pu˚vodneˇ do promeˇnné typu Vector a v cyklu se
jednotlivé hodnoty z tohoto vektoru prˇetypovaly na instanci specifické trˇídy, se kterou
se dále pracovalo. Ovšem po prˇepsání teˇchto vektoru˚ na arraylist stejného typu jako vra-
cela metoda již nebylo možné takto jednoduše projít kolekci a prˇetypovat hodnoty na
instance této specifické trˇídy, protože mohla tato kolekce teoreticky obsahovat i instance
jiné trˇídy deˇdící ze trˇídy ProcessElement. Bylo tedy nutné získat z dané metody prˇímo
kolekci instancí požadované trˇídy. Proto jsem tento problém nakonec vyrˇešil tím zpu˚so-
bem, že jsem pu˚vodní metodu rozepsal na více metod, kde každá vracela prˇímo kolekci
instancí urcˇité trˇídy.
Nejednou se v kódu také objevily vektory, do nichž se ukládaly ru˚zné hodnoty repre-
zentující vlastnosti, služby nebo scénárˇe a tyto vektory byly následneˇ uloženy do dalších
vektoru˚. Pro tyto vektory již byly vytvorˇeny trˇídy nahrazující dané vnorˇené vektory (At-
tribute, Service, Scenario), ovšem nebyly využity. Proto bylo nezbytné vnorˇené vektory
nahradit vytvorˇením instancí trˇíd daného typu. Jedním z míst kódu, kde se takovéhle
vektory vektoru˚ používaly, bylo prˇi vytvárˇení tabulek pro vkládání atributu˚ a služeb ak-
tivním uzlu˚m, poprˇ. pasivním uzlu˚m a pro vkládání nebo editaci scénárˇu˚ aktivit. Pro
vykreslení teˇchto tabulek se využívalo komponenty JTable, kde jako TableModel se vklá-
dala instance trˇídy DefaultTableModel vytvorˇená z vektoru dat pro tabulku a vektoru ná-
zvu˚ hlavicˇek sloupcu˚ vytvárˇené tabulky. Prˇi prˇepisu kódu na využití generických kolekcí
jsem tento DefaultTableModel nahradil jedním z potomku˚ trˇídy ExtendedAbstractTable-
Model(ukázka kódu 1). Tato abstraktní trˇída rozširˇuje možnosti trˇídy AbstractTableMo-
del, která je soucˇástí Java Swing knihovny a každý z potomku˚ poté prˇizpu˚sobuje vzhled
tabulky, implementuje metody pro manipulaci s tabulkou a rovneˇž uchovává kolekci dat,
se kterými se v tabulce pracuje.
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public abstract class ExtendedAbstractTableModel extends AbstractTableModel {
public abstract void deleteRow(int index);
public abstract void insertRow(int index);
public abstract void addRow();
public abstract String getDescription(int index);
public abstract void setDescription(int index, String text ) ;
public abstract void setEditable(boolean b);










Výpis 1: Ukázka kódu trˇídy ExtendedAbstractTableModel
Ovšem tabulky se nevyskytují v aplikaci pouze u nastavení uzlu˚ v diagramu, nýbrž
i ve výsledcích simulace. Jedním z teˇchto míst byla tabulka zobrazující informace o pru˚-
beˇhu jednotlivých aktivit, jako naprˇ. název aktivity, scénárˇ aktivity, který probeˇhl, cˇas
zahájení a ukoncˇení vykonávání aktivity, doba cˇekání prˇed vykonáváním další aktivity,
doba vykonávání aktivity a náklady na vykonání aktivity. I zde byly data plnící tabulku
uloženy v neprˇehledných vektorech a nezbývalo nic jiného, než je prˇepsat. Pro mani-
pulaci s daty jsem vytvorˇil trˇídu RecordStatisticTableModel(ukázka kódu 2), která rozši-
rˇuje abstraktní trˇídu UniversalReadOnlyTableModel deˇdící ze trˇídy AbstractTableModel.
Trˇída RecordStatisticTableModel obsahuje jednak záznamy zobrazované v tabulce a jed-
nak i informace o jednotlivých sloupcích tabulky.
public class RecordStatisticTableModel extends UniversalReadOnlyTableModel {
private List<Record> rows;
private TableColumnDescription[] columns = {
new TableColumnDescription(Public.texts.getString("Activity") , ProcessElement.class,
" getActivity " , "getElement"),
new TableColumnDescription(Public.texts.getString("Scenario"), String.class, "getScenario"),
new TableColumnDescription(Public.texts.getString("Start"), Time.class, "getWaitingStart") ,





new TableColumnDescription(Public.texts.getString("Costs"), Float.class, "getCosts"),
};
public RecordStatisticTableModel(List<Record> results){
rows = results ;
}
public void setRows(List<Record> rows) {
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this .rows = rows;
}
@Override











Výpis 2: Ukázka kódu trˇídy RecordStatisticTableModel
Následneˇ bylo nutné taky upravit kód vnorˇené trˇídy reprezentující datový model
zobrazované tabulky tak, aby nezbytné informace získával z instance námi vytvorˇené
trˇídy(ukázka kódu 3). Nejveˇtší zásah v této vnorˇené trˇídeˇ byl uvnitrˇ metody getValueAt
pro získání hodnot pro jednotlivé bunˇky tabulky. Zde se podle hodnoty sloupce a rˇádku
vybere hodnota pro danou bunˇku tabulky.
class ActivityTraceDataModel extends AbstractTableModel {
public int getColumnCount() {
return data.getColumnCount();
}
public int getRowCount() {
return data.getRowCount();
}
public Object getValueAt(int row, int col) {
try {
Object object = null ;
switch(col){
case 0: object = data.getRecords().get(row). getActivity () .getElement(); break;
case 1: object = data.getRecords().get(row).getScenario(); break;
case 2: object = data.getRecords().get(row).getWaitingStart() ; break;
case 3: object = data.getRecords().get(row).getRunFinish(); break;
case 4: object = data.getRecords().get(row).getWaitingDuration(); break;
case 5: object = data.getRecords().get(row).getRunDuration(); break;
case 6: object = data.getRecords().get(row).getCosts(); break;
}
return object;




public String getColumnName(int column) {
return data.getColumnName(column);
}








Výpis 3: Ukázka kódu vnorˇené trˇídy reprezentující datový model tabulky
4.2 Implementace funkce zveˇtšení a zmenšení
K aplikování možnosti prˇiblížení a oddálení plátna diagramu bylo nejprve nezbytné prˇi-
dat tlacˇítka, které by tento zoom meˇly na starost. Poté jsem musel vytvorˇit promeˇnné,
které by reprezentovaly pomeˇr zoomu k pu˚vodnímu rozmeˇru a vytvorˇeným tlacˇítku˚m
prˇirˇadit posluchacˇe, ve kterých by se pomeˇr nastavoval. Také se musela zavolat metoda
pro prˇekreslení tohoto plátna. Dále bylo potrˇeba vytvorˇit metodu, která by tento pomeˇr
aplikovala na jednotlivé uzly a propojení uzlu˚ v diagramu (ukázka kódu 4). Tato metoda
získá v parametru instanci trˇídy Graphics, z té vytvorˇí kopii a tu prˇetypuje na instanci
trˇídy Graphics2D, která rozširˇuje možnosti trˇídy Graphics mimo jiné i o možnosti trans-
formace. Na tuto instanci se poté zavolá metoda scale, která pomocí transformacˇní ma-
tice prˇepocˇte pomeˇry rozmeˇru˚. Velikost následneˇ renderovaných objektu˚ je prˇepocˇítána
podle tohoto meˇrˇítka. Poté se nastaví antialiasing a každý uzel a prˇipojení uzlu˚ v dia-
gramu se vykreslí za využití této prˇepocˇtené Graphics. Tímto sice zoom funguje, ale prˇi
aktivitách myši (stisk tlacˇítka, potáhnutí myší atd.) a taky prˇi zobrazení menu prˇi stisku
pravého tlacˇítka myši se stále využívaly pu˚vodní sourˇadnice myši bez aplikování zoomu.
Proto byla veškerá tato aktivita zkreslená. Toto bylo vyrˇešeno prˇepocˇítáváním sourˇadnic
tlacˇítka myši u každé aktivity myši na základeˇ pomeˇru zoomu.
protected void drawDiagram(Graphics g) {











Výpis 4: Metoda pro prˇepocˇet rozmeˇru˚ na základeˇ pomeˇru zoomu
4.3 Zobrazení aktuálního cˇasu simulace
Pro monitorování pru˚beˇhu simulace jsem prˇidal do okna simulace nový popisek zob-
razující aktuální cˇas simulace. Tento popisek bylo potrˇeba aktualizovat v pravidelném
intervalu, aby zobrazovaná doba byla co nejaktuálneˇjší. Z tohoto du˚vodu jsem vytvorˇil
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ve trˇídeˇ AutomaticSimulationRunner, reprezentující okno pro spoušteˇní simulace, nové
vlákno, které bylo spoušteˇno zárovenˇ se simulací. Toto vlákno každou sekundu zazna-
menalo aktuální cˇas simulace uložený v instanci trˇídy Agenda uvnitrˇ trˇídy Simulation a
tento cˇas poté vložilo do prˇíslušného popisku.
4.4 Možnost zakázat paralelní vykonávání aktivity
Pro možnost volby, jestli se urcˇitá aktivita mu˚že vykonávat paralelneˇ nebo ne, jsem zvolil
prˇidání komponenty JCheckBox v oknu pro definici vlastností aktivity. Tento checkbox
nastavoval ve trˇídeˇ Activity hodnotu promeˇnné reprezentující maximální pocˇet, kolikrát
mu˚že daná aktivita soucˇasneˇ beˇžet. Tuto promeˇnnou bylo poté ve trˇídeˇ Simulation nutné
beˇhem simulace kontrolovat a v prˇípadeˇ, že bylo zakázané paralelní vykonávání, nedo-
volit spoušteˇní této aktivity vice než jednou soucˇasneˇ.
Obrázek 3: Paralelní vykonávání aktivity
4.5 Možnost skrytí aktivit ve výsledcích simulace
Pro nastavení skrytí aktivity ve výsledcích simulace jsem opeˇt využil komponentu JChec-
kBox, kterou jsem prˇidal do definice vlastností aktivity. Tento checkbox nastavoval hod-
notu promeˇnné uvnitrˇ trˇídy Activity reprezentující, zda je aktivita skrytá nebo ne. Prˇi
výpisu výsledku˚ simulace do tabulky pru˚beˇhu aktivit byla následneˇ tato hodnota kont-
rolována a zvolené aktivity byly vynechány prˇi vypisování záznamu˚ do tabulky. Ovšem
obcˇas by mohl uživatel chtít zobrazit i tyto aktivity, které byly nastaveny, aby se nezob-
razovaly do výsledku˚ simulace. Urcˇiteˇ by nebylo nejvhodneˇjší, kdyby uživatel musel z
tohoto du˚vodu projít všechny aktivity a zrušit jejich skrytí, aby si je mohl ve výsledcích
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prohlédnout. Proto byl prˇidán i jeden checkbox k tabulce výsledku˚ umožnˇující zobrazení
i skrytých aktivit.
Obrázek 4: Aktivity skryté ve výsledcích
4.6 Implementace možnosti volby scénárˇe
Pro možnost volby scénárˇe bylo zapotrˇebí nejprve prˇidat v simulaci u jednotlivých aktivit
prvek umožnˇující uživatelu˚m volbu, zda se budou vykonávat všechny scénárˇe náhodneˇ
nebo zda se má vykonat jeden urcˇitý scénárˇ. Dále, v prˇípadeˇ výbeˇru pouze jednoho scé-
nárˇe, bylo nutné dodat i prvek pro volbu, který z nich se má vykonat. Nakonec jsem
se rozhodl pro implementaci komponenty JCheckBox jakožto rozhodnutí mezi jedním a
všemi scénárˇi a komponenty JComboBox pro urcˇení, který scénárˇ se má vykonat. Tento
comboBox jsem naplnil scénárˇi dané aktivity. V následujícím kroku bylo nutné uložit tuto
možnost do dané instance trˇídy SimulatedActivity, tedy vytvorˇit novou promeˇnnou pro
uchování stavu checkboxu (zakliknutý/nezakliknutý) a promeˇnnou pro uchování zvo-
leného scénárˇe. Nakonec bylo nezbytné tyto informace využít prˇímo prˇi simulaci, tzn.
ve trˇídeˇ Simulation u volby scénárˇe aktivity zjistit hodnotu promeˇnné uchovávající stav
checkboxu a bud’ nastavit scénárˇ náhodný, nebo nacˇíst scénárˇ z promeˇnné obsahující
informace o zvoleném scénárˇi.
Tímto byla sice volba scénárˇe plneˇ funkcˇní, nicméneˇ prˇi uložení modelu nebyla ulo-
žena i tato volba. To znamená, že prˇi následném nacˇtení modelu byla volba scénárˇe opeˇt
v pu˚vodním nastavení, což není zrovna nejvhodneˇjší, obzvlášteˇ u rozsáhlejších modelu˚.
Nastavení volby scénárˇe nebylo uloženo z toho du˚vodu, že hodnoty byly uloženy jen
ve trˇídeˇ SimulatedActivity, která je vytvárˇena automaticky prˇi simulaci a její stav není prˇi
ukládání uložen. Proto bylo nutné informace týkající se volby scénárˇe uložit i do pu˚vodní
trˇídy Activity, jejíž atributy jsou již prˇi ukládání uloženy.
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Obrázek 5: Možnost volby scénárˇe
4.7 Úprava vzhledu volby násobnosti
Pro zmeˇnu vzhledu volby násobnosti u propojení uzlu˚ jsem využil možností kompo-
nenty JRadioButton a ButtonGroup. Uživatel si tak mu˚že vybrat jednu ze trˇí možností
násobnosti, která se poté použije prˇi simulaci. Také jsem upravil vzhled zobrazení teˇchto
hodnot v diagramu u jednotlivých propojení a nyní se zobrazují už jen informace týkající
se zvoleného typu násobnosti.
Obrázek 6: Zmeˇna vzhledu volby násobnosti (vlevo prˇed, vpravo po zmeˇneˇ)
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4.8 Úpravy a prˇidávání tabulek s výsledky simulace
S rozšírˇením možností aplikace bylo nezbytné upravit vzhled neˇkterých tabulek a také
prˇidat pár dalších záložek pro zobrazení nových informací a grafu˚.
4.8.1 Tabulka pro zobrazení cˇasových pru˚beˇhu˚ aktivit
Jedním z míst, kde byla tato zmeˇna potrˇebná bylo zobrazení grafu˚ cˇasových pru˚beˇhu˚
aktivit. V pu˚vodní verzi byl cˇasový pru˚beˇh zobrazen v instanci typu jTable, kde jeden
sloupec obsahoval název aktivity a druhý obsahoval vykreslený cˇasový pru˚beˇh. Ovšem
z du˚vodu zmeˇny i zobrazení teˇchto grafu˚ jsem místo jTable využil vlastností GridBagLay-
out, aby zobrazované grafy byly, i bez nutnosti zveˇtšení grafu, alesponˇ trochu prˇehledné.
Pro rozložení komponent se využívá trˇídy GridBagConstraints, která umožnˇuje nasta-
vení rozložení, chování prˇi zmeˇneˇ rozmeˇru˚ a ru˚zných omezení jednotlivých prvku˚ uvnitrˇ
GridBagLayout (ukázka kódu 5). Mezi nastavitelné vlastnosti patrˇí naprˇ. vlastnost fill ur-
cˇující, zda se komponenta uvnitrˇ bunˇky rozpíná, aby zaplnila celý prostor bunˇky, vlast-
nost gridwidth urcˇující, kolik buneˇk na rˇádku zabere daná komponenta, vlastnosti gridx
a gridy nastavující, ve kterém rˇádku a sloupci je komponenta vykreslena, weightx a wei-
ghty urcˇující, jak moc se bunˇka rozpíná horizontálneˇ a vertikálneˇ prˇi zmeˇneˇ velikosti
tabulky, a další. Po zmeˇneˇ vzhledu tabulky je zobrazen název aktivity, zmenšený graf
pru˚beˇhu aktivity a tlacˇítko umožnˇující detailní pohled na urcˇitý graf.
JPanel grid = new JPanel(new GridBagLayout());
JLabel label = new JLabel("component");
GridBagConstraints gridBagConstraints = new GridBagConstraints();







Výpis 5: Ukázka použití GridBagLayout a GridBagConstraints
4.8.2 Tabulka pro zobrazení histogramu˚ aktivit
Dalším z nezbytných kroku˚ bylo vytvorˇení tabulky umožnˇující prˇístup k jednotlivým his-
togramu˚m aktivit. Zde již nebylo nutné zobrazování zmenšenin grafu˚, jako tomu bylo u
tabulky cˇasových pru˚beˇhu˚ aktivit, tudíž jsem využil komponenty jTable. Stejneˇ jako tomu
bylo prˇi prˇepisování kódu na využití generických kolekcí u výpisu informací o aktivitách
prˇi simulaci, tak i prˇi vytvárˇení histogramu bylo potrˇeba vytvorˇit trˇídu uchovávající data
a informace o sloupcích tabulky a trˇídu reprezentující datový model tabulky. Tabulka pro
zobrazení histogramu˚ obsahuje v jednom sloupci názvy aktivit a ve druhém sloupci tla-
cˇítko pro zobrazení histogramu. Zatímco u sloupce s názvem aktivity stacˇilo jako render
využít instance trˇídy DefaultTableCellRenderer z Javax Swing knihovny, pro sloupec s
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tlacˇítkem implementovaným uvnitrˇ bunˇky bylo nezbytné vytvorˇit vlastní TableCellRen-
derer(ukázka kódu 6), jehož instance je poté nastavena jako renderer sloupce zobrazují-
cího tlacˇítka (ukázka kódu 7).
public class JTableButtonRenderer extends JButton implements TableCellRenderer {
@Override
public Component getTableCellRendererComponent(JTable table,
Object value, boolean isSelected, boolean hasFocus,







Výpis 6: Ukázka vytvorˇení JTableButtonRenderer trˇídy pro zobrazení tlacˇítka v tabulce
DefaultTableCellRenderer activityRenderer = new DefaultTableCellRenderer() {
public void setValue(Object value) {
if (value instanceof Nameable) {






JTableButtonRenderer buttonRenderer = new JTableButtonRenderer(){
public void setValue(){
setText(Public. texts .getString("Zobrazit histogram"));
}
};
table .getColumn(Public.texts.getString(" Activity ") ) .setCellRenderer(activityRenderer);
table .getColumn(Public.texts.getString("Histogram")).setCellRenderer(buttonRenderer);
Výpis 7: Ukázka vytvorˇení instancí rendereru˚ a jejich využití
4.8.3 Tabulka pro zobrazení pocˇtu tokenu˚ v jednotlivých uzlech
Tabulka pro zobrazení pocˇtu tokenu˚ v jednotlivých uzlech zobrazuje prˇi každém kroku
simulace seznam všech aktivních a pasivních uzlu˚ vykreslených v každém z diagramu˚,
informaci, zda se jedná o aktivní nebo pasivní uzel, pocˇet tokenu˚ v uzlu a tlacˇítko pro
zobrazení grafu. Pro zobrazení všech teˇchto informací bylo nejprve nutné vytvorˇit trˇídu,
která by uchovávala pro daný cˇas pocˇet tokenu˚ v každém z aktivních a pasivních uzlu˚
(ukázka kódu 8). Pro zobrazení tabulky by stacˇila jen jedna instance této trˇídy, ovšem
mým cílem nebylo jen zobrazit aktuální pocˇet tokenu˚ v jednotlivých uzlech, ale také ná-
sledneˇ vytvorˇit graf znázornˇující zmeˇny v pocˇtu tokenu˚ v jednotlivých uzlech v pru˚beˇhu
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simulace. K tomu bylo zapotrˇebí nejen zaznamenat aktuální stavy uzlu˚, ale také tento
stav vložit do kolekce, se kterou se dále pracuje prˇi vytvárˇení grafu˚. Pro zobrazení ta-
bulky bylo stejneˇ jako u tabulky aktivit a histogramu˚ nezbytné vytvorˇit trˇídu uchováva-
jící data zobrazované v tabulce a popis jednotlivých sloupcu˚ tabulky a trˇídu reprezen-
tující datový model tabulky. Také pro zobrazení tlacˇítka uvnitrˇ tabulky bylo potrˇeba pro
daný sloupec nastavit jako renderer instanci již drˇíve vytvorˇené trˇídy JTableButtonRen-
derer.
public class ActivePassiveLog {
private Time time;
private Hashtable<SimulatedNode, Integer> tokensCount;
public Time getTime() {
return time;
}
public void setTime(Time time) {
this . time = time;
}
public Hashtable<SimulatedNode, Integer> getTokensCount() {
return tokensCount;
}
public void setTokensCount(Hashtable<SimulatedNode, Integer> tokensCount) {
this . tokensCount = tokensCount;
}
public ActivePassiveLog(Time time) {
super();
this . time = time;
tokensCount = new Hashtable<SimulatedNode, Integer>();
}
}
Výpis 8: Ukázka trˇídy pro uchování pocˇtu tokenu˚ v uzlech v urcˇitém cˇase simulace
4.9 Knihovny pro tvorbu grafu˚
Cˇasto se mu˚že stát, že prˇi programování cˇloveˇk pracuje s velkým množstvím ru˚zných
dat, která mohou být na první pohled neprˇehledná. Tyto data je možné prezentovat trˇeba
neˇjakou tabulkou, ale i to je neˇkdy nedostacˇující. Proto bývá obcˇas požadováno i zpraco-
vání dat do formy grafu.
Pro grafickou reprezentaci dat v jazyce Java existuje pomeˇrneˇ dost knihoven, které
umožnˇují vytvárˇení grafu˚. Patrˇí zde naprˇ. knihovny JFreeChart, JCC Kit, Openchart2,
GRAL Graphing Library, charts4j, Jzy3D a mnoho dalších.
4.9.1 JFreeChart
JFreeChart je knihovna dostupná zdarma, která usnadnˇuje vývojárˇu˚m zobrazení grafu˚
profesionální kvality v jejich aplikacích. Obsahuje konzistentní API s dobrou dokumen-
tací, podporující širokou škálu ru˚zných typu˚ grafu˚. Podporuje mnoho typu˚ výstupu,
vcˇetneˇ Swing a JavaFX komponent, obrázkových souboru˚ ( PNG, JPEG, ... ), PDF, EPS,
SVG souboru˚ a dalších. Více informací dostupných na stránkách knihovny JFreeChart[3].
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4.9.2 JCC Kit
JCCKit je malá knihovna (< 100Kb) a velmi flexibilní framework pro vytvárˇení grafu˚.
JCCKit je napsán pro platformu JDK 1.1.8, takže je vhodný pro Applety a PDA. Více
informací dostupných na stránkách knihovny JCCKit[4].
4.9.3 Openchart2
Knihovna Openchart2 je založena na základeˇ JOpenChart knihovny od Sebastiana Mullera.
Nabízí jednoduché rozhraní pro Java programátory pro vytvárˇení 2D grafu˚. Knihovna
nabízí výbeˇr ru˚zných stylu˚ grafu˚, vcˇetneˇ sloupcových a kolácˇových grafu˚. Více informací
dostupných na stránkách knihovny OpenChart2[5].
4.9.4 GRAL Graphing Library
GRAL Graphing Library je knihovna dostupná zdarma, sloužící pro zobrazování grafu˚,
diagramu˚ atd. Umožnˇuje vytvárˇení sloupcových, kolácˇových, spojnicových, plošných,
XY bodových, bublinových a dalších grafu˚. Více informací dostupných na stránkách
knihovny GRAL[6].
4.9.5 charts4j
Charts4j umožnˇuje vývojárˇu˚m vytvorˇit grafy dostupné v Google Chart Tools prˇes Java
API. Více informací dostupných na stránkách knihovny Charts4j[7].
4.9.6 Jzy3D
Jzy3D je knihovna poskytující možnost vykreslení 2D i 3D grafu˚. API poskytuje podporu
pro interaktivní grafy, popisky, libovolné nastavení os a nákresu. Více informací dostup-
ných na stránkách knihovny Jzy3D[8].
4.10 Implementace grafu˚
Pro vytvárˇení grafu˚ v mé bakalárˇské práci mi byla vedoucím práce doporucˇena knihovna
JFreeChart. Výhodou této knihovny je mimo jiné i prˇístupnost k libovolné cˇásti kódu a
možnost modifikovat, rozširˇovat cˇi jinak manipulovat s kódem dle vlastní potrˇeby a po-
žadavku˚. Dále taky nabízí možnost tvorby jak 2D, tak i 3D grafu˚ ru˚zných typu˚, at’ už
to je kolácˇový graf, sloupcový graf, skládaný sloupcový graf, plošný graf, cˇárový graf,
Ganttu˚v diagram, histogram nebo jiné, kde pro každý typ grafu je dostupných hned neˇ-
kolik ru˚zných ukázkových prˇíkladu˚, díky kterým si vývojárˇ mu˚že prohlédnout a osvojit
zpu˚sob vytvárˇení daného typu grafu.
Tvorba grafu by se dala rozdeˇlit na neˇkolik cˇástí. Nejprve je nutné vytvorˇit dataset,
tedy množinu dat, ze kterých je graf vykreslen. Dále se vytvorˇí instance typu JFreeChart,
k cˇemuž lze využít statickou trˇídu ChartFactory. Ta poskytuje velké množství metod
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pro vytvárˇení ru˚zných grafu˚, kde jako parametry metod se prˇedávají informace o ná-
zvu grafu, popisku os, drˇíve vytvorˇený dataset, orientace grafu a informace, zda má být
zobrazena i legenda, prˇípadneˇ popisky. Poté si mu˚žeme z instance JFreeChart vytáhnout
instanci trˇídy Plot, díky které lze nastavit libovolný vzhled grafu, at’ už to je barva po-
zadí, vzhled zaznamenaných datových množin, vzhled nebo rozsahy os atd. Posledním
krokem je vytvorˇení panelu, na který se graf bude zobrazovat.
4.10.1 Cˇasový pru˚beˇh simulace
Prvním z požadovaných grafu˚, které jsem meˇl zobrazit, byl graf znázornˇující cˇasový pru˚-
beˇh simulace a pocˇet paralelneˇ beˇžících aktivit v dané chvíli. K tomu jsem využil vykres-
lení pomocí cˇárového grafu. První a zárovenˇ nejsložiteˇjší cˇástí tvorby grafu bylo vytvá-
rˇení datasetu, tedy vytvorˇení množiny dat, která by zobrazovala zmeˇny v simulaci. K
tomu jsem využil seznam Recordu˚, které uchovávají informace o cˇase zacˇátku aktivity,
dobeˇ trvání aktivity a dobu ukoncˇení aktivity. Tyto data jsem potrˇeboval pro vytvorˇení
grafu, a proto jsem seznam Recordu˚ prošel a pro patrˇicˇný element uložil data do kolekcí.
private XYDataset createDataset(ArrayList<Record> data, ProcessElement element){
ArrayList<Long> starts = new ArrayList<Long>();
ArrayList<Long> ends = new ArrayList<Long>();
Time finishLast = new Time(0);
for(Record r : data){
if ( r .getMaxTime().getTime()>finishLast.getTime())
finishLast = r .getMaxTime();
if ( r . getActivity () .getElement() == element)
{






Výpis 9: Získání seznamu˚ dob zacˇátku˚ a ukoncˇení aktivit
Dále, protože v daný cˇasový okamžik mohlo zacˇít, prˇípadneˇ skoncˇit i neˇkolik para-
lelneˇ vykonávaných procesu˚, jsem tyto data uložil do kolekce Hashtable zaznamenávající
pro každý okamžik zmeˇny v pocˇtu beˇžících procesu˚.
Hashtable<Long, ArrayList<Long>> graphPoints = new Hashtable<Long, ArrayList<Long>>();
Long countRunning = 0L;
int endsIndex = 0;
int startsIndex = 0;
for( int i=0; i < ( starts .size ()+ends.size()) ; i++){




























if (graphPoints.containsKey(starts.get(startsIndex) ) ) {




ArrayList<Long> newOne = new ArrayList<Long>();
newOne.add(countRunning);
newOne.add(++countRunning);





Výpis 10: Získání hodnot pro vykreslení grafu
Nakonec jsem tuto kolekci prošel a všechny hodnoty zaznamenal do Série, která se
vložila do datasetu.
XYSeries localXYSeries = new XYSeries("");
localXYSeries.add(new Time(0).getTime(), 0);
for(Long key : Collections. list (graphPoints.keys())) {
ArrayList<Long> values = graphPoints.get(key);









Výpis 11: Vytvorˇení a naplneˇní datasetu
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Poté už šlo jen o vytvorˇení instance typu JFreeChart, nastavení vzhledu grafu a jeho
zobrazení na panelu.
4.10.2 Histogram znázornˇující intervaly doby vykonávání procesu
Dalším z požadavku˚ mé práce bylo vykreslení histogramu znázornˇujícího rozcˇleneˇní
doby vykonávání aktivit do neˇkolika cˇasových intervalu˚ a zobrazení pocˇtu, kolikrát se
daný proces vykonal v urcˇitém intervalu v pru˚beˇhu jedné, cˇi více simulací spoušteˇných
opakovaneˇ. K tomu bylo zapotrˇebí vytvorˇit si ve trˇídeˇ Simulation kolekci, která by ucho-
vávala historii všech najednou spušteˇných simulací.
Prˇi vytvárˇení histogramu bylo nejdrˇíve zapotrˇebí projít všechny zaznamenané histo-
rie a získat hodnoty minimálního a maximálního cˇasu, po který se mu˚že proces vykoná-
vat a také doby trvání jednotlivých procesu˚.
private IntervalXYDataset createDataset(ArrayList<History> data, ProcessElement element){
Time minDurationTime = null;
Time maxDurationTime = new Time(0);
ArrayList<Long> durations=new ArrayList<Long>();
for(History history : data){
for(Record r : history .getRecords()){
if ( r . getActivity () .getElement() == element)
{
durations.add(r.getRunDuration().getTime());
Time minDur = new Time(r.getScenario().getMinDuration());













Výpis 12: Získání minimální a maximální doby trvání aktivity
Nyní, když už jsem získal interval urcˇený pro vykonání procesu, bylo potrˇeba tento
interval rozdeˇlit na neˇkolik dílcˇích intervalu˚.
ArrayList<Long> bounds = new ArrayList<Long>(6);
Long duration = maxDurationTime.getTime()−minDurationTime.getTime();
if (duration>=5){





else if (duration >= 3){
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Výpis 13: Získání hranicˇních hodnot intervalu˚
Dále, když už jsem meˇl vytycˇeny jednotlivé intervaly, musel jsem vytvorˇit bloky pro
dané rozmezí a do nich zarˇadit doby trvání procesu˚.
ArrayList<SimpleHistogramBin> bins = new ArrayList<SimpleHistogramBin>();
for( int i=0; i<(bounds.size()−1);i++){
if ( i == (bounds.size()−2))
bins.add(new SimpleHistogramBin(bounds.get(i), bounds.get(i+1), true, true));
else
bins.add(new SimpleHistogramBin(bounds.get(i), bounds.get(i+1), true, false));
}
ArrayList<Integer> counts = new ArrayList<Integer>(bounds.size()−1);
for( int i=0;i<bounds.size()−1;i++)
counts.add(0);
for(Long d : durations){





if (d>=bounds.get(1) && d<bounds.get(2)){
counts.set(1, counts.get(1)+1);
}
else if ((d>=bounds.get(2) && d<bounds.get(3)) ||




if (d>=bounds.get(3) && d<bounds.get(4)){
counts.set(3, counts.get(3)+1);
}






Výpis 14: Vytvorˇení a naplneˇní bloku˚ histogramu
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Poté už stacˇilo jen bloky vložit do datasetu, ze kterého se vykreslí graf.
SimpleHistogramDataset histogramDataset = new SimpleHistogramDataset("");
for( int i=0; i< counts.size() ; i++){






Výpis 15: Naplneˇní datasetu
Nakonec už opeˇt šlo jen o vytvorˇení instance typu JFreeChart z vytvorˇeného datasetu,
nastavení vzhledu histogramu a jeho zobrazení na panelu.
4.10.3 Graf zobrazující pohyb tokenu˚ v uzlu
Poslední z informací, které bylo trˇeba zaznamenat grafem, byl pocˇet tokenu˚ v aktivních
a pasivních uzlech v jednotlivých krocích simulace. K tomu bylo využito kolekce, kterou
jsem vytvorˇil prˇi zobrazení tabulky aktuálních pocˇtu˚ tokenu˚ v uzlech. Pro zobrazení to-
hoto grafu jsem opeˇt vybral cˇárový graf, kde prˇi vytvárˇení datasetu se nejprve vyhledal
simulovaný uzel a poté se prošla kolekce záznamu˚ v jednotlivých cˇasech simulace a do
série se zaznamenala hodnota aktuálního pocˇtu uzlu˚ v grafu pro tento cˇas.
private static XYDataset createDataset(ArrayList<ActivePassiveLog> data, ProcessElement el) {
SimulatedNode simulated = null;
for(SimulatedNode node : Collections.list (data.get(0) .getTokensCount().keys())){





XYSeries localXYSeries = new XYSeries("");
if (simulated != null) {
ActivePassiveLog previous = null;
for(ActivePassiveLog log : data){
if (log.getTokensCount().containsKey(simulated)){












Výpis 16: Metoda pro vytvárˇení datasetu u grafu zobrazujícího pohyb tokenu˚ v uzlu
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5 Záveˇr
Cílem této bakalárˇské práce bylo upravení a vylepšení možností programu BP Studio a
seznámení s tím, co vše obnáší takováhle úprava programu. Hned prvním bodem práce
bylo prˇepsání kódu na využití generických kolekcí, což bylo asi nejzdlouhaveˇjší už z toho
du˚vodu, že bylo potrˇeba prˇepsat spousty úseku˚ kódu, prˇípadneˇ vyrˇešit problémy týkající
se práce s tímto kódem. Zpocˇátku bylo pro meˇ velice nárocˇné zorientovat se v kódu a v
tom, co má která trˇída na starost. Cˇasto jsem se kvu˚li využití netypických vektoru˚ v kódu
zamotal a zabralo mi spoustu cˇasu, než jsem daný kód pochopil. Postupem cˇasu, prˇi
prˇepisování kódu, vektoru˚ ubývalo a pro meˇ se zdál být obsah trˇíd více prˇehledný. I prˇes
veškerý cˇas, který mi zabral pouze tento bod bakalárˇské práce, jsem si po jeho dokoncˇení
uveˇdomil, že to byl asi jeden z nejvhodneˇjších zpu˚sobu˚, jak si zvyknout na tento styl
psaní kódu a také byl vhodný pro získání prˇehledu o tom, k cˇemu která trˇída slouží a jak
jsou vzájemneˇ propletené. Díky tomu již bylo mnohem jednodušší implementovat ostatní
zmeˇny v programu. I prˇes prˇekážky, na které jsem narazil v pru˚beˇhu práce, se mi nakonec
podarˇilo implementovat všechny zmeˇny a prˇidat všechny požadované funkcionality do
aplikace.
Díky této práci jsem si uveˇdomil, že i když jde pouze o úpravy existujícího programu,
mu˚žou i ty být pomeˇrneˇ nárocˇné, obzvlášteˇ pro neˇkoho, kdo se nepodílel na vývoji pu˚-
vodní verze programu. Touto prací jsem si také vylepšil znalosti programování v jazyce
Java a naucˇil jsem se i pracovat se swing komponentami. Další prˇínosnou veˇcí bylo i zís-
kání prˇehledu o dostupných knihovnách pro vytvárˇení grafu˚ v jazyce Java a v du˚sledku
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A CD s aplikací
Prˇiložené CD obsahuje:
• Text této bakalárˇské práce ve formátu PDF
• Zdrojové kódy programu
• Spustitelný soubor (BPModel.jar)
