controller for Active Queue Management (AQM) in the Internet. Classical control theory is applied in the controller design. We assign proper interval of gain and phase margins to achieve good AQM performance while adapting the AQM control system to great traffic load changes very well. Based on the knowledge of the queue size, our PI controller can regulate the TCP source window size to clamp the steady value of queue size to specified target buffer occupancy. OPNET simulations demonstrate that with our self-tuning PI controller applied, the network shows good stability robustness.
INTRODUCTION
Congestion control has become a critical problem in the development of the Internet. This is because congestion in the Internet can cause high packet loss rates, increased delays, and can even break the whole system by causing congestion collapse. TCP (Transmission Control Protocol) congestion control mechanism has been the basis of the operation of the Internet. It adopts the end-to-end window-based flow control to avoid congestion [1] .
The Internet mainly depends on the cooperative nature of TCP congestion control in order to limit packet loss and to fairly share network resources. Active Queue Management (AQM) is proposed for congestion avoidance by dropping packets when congestion is anticipated instead of waiting for the queue to become full. As the only AQM algorithm widely implemented in current industry, Random Early Detection (RED) [2] attempts to drop packets with a certain probability that is a function of the average queue size, when the incipient congestion is detected. However, it is very difficult to tune RED parameters in order to perform well under different traffic conditions. BLUE [3] is a self-configuring (adaptive) AQM mechanism, which uses packet loss and link underutilization events to adjust the rate of congestion notification. Random Exponential Marking (REM) [4] attempts to stabilize both the input rate around link capacity and the queue around a small target, regardless of the number of users sharing the link.
It is typical to measure the stability robustness of the control system in the frequency domain using gain and phase margins [5] . Based on these margins, a PI controller was designed for industrial control system in [6] . Another PI controller has been proposed for TCP/AQM routers and yielded a unique solution in [7] . But it does not allow any flexibility to adjust the great variations in the load level of the Internet, which may result in slow response and cause possible buffer overflow. Self-tuning AQM controllers were presented in [8, 9] , but these AQM controllers always self-tune even on slight traffic load changes.
In this paper, we apply classical control theory in a selftuning PI controller design based on gain and phase margins. Instead of specifying a fixed value of the gain margin and phase margin, we assign intervals of gain and phase margins for AQM control system to real-time monitored so that selftuning PI controller can self-tune only when the load changes in the Internet drift the gain margin or phase margin outside the interval. Otherwise, self-tuning PI controller remains unchanged.
NETWORK MODELING
The non-linear dynamic model for TCP/AQM was developed by [10] and has been linearized in [11] . Figure 1 depicts the linearized model considered in this paper. 
with 0 R is Round-trip time, C is Link capacity (packets/sec) and N is Load factor (number of active long-lived TCP sessions) at the operating point. The link capacity C can be estimated by keeping track of the outgoing packets, while the round-trip time 0 R can be estimated by the TCP throughput
, where 0 p is equilibrium packet drop probability (the output of AQM controller), as proposed in [8] . The number of active TCP sources N can be estimated by the method presented in [12] .
The open-loop transfer function of the linearized AQM control system can be described as
is the PI controller for AQM. Figure 2 shows the Nyquist diagram of G(s) [13] 
THE SELF-TUNING PI CONTROLLER
We can design self-tuning controller based on gain and phase margins of AQM control system. Our starting point is the transfer function of PI controller given by
, where K P is the proportional gain and K I is integral gain.
It is a common practice in the modern control that we normally specify the gain margin A m in the interval of 2≤A m ≤4 and the phase margin φ m in the interval of 30 0 ≤φ m ≤60 0 for good response, because too small a gain margin or phase margin will make the system sensitive to large load changes and cause instability, while too large a gain margin or phase margin will result in sluggish response to load changes. We adopt the method proposed by [6] to obtain the parameters of PI controller. So from the definition of the gain margin and phase margin [13] , we can obtain
represents the "plant" of AQM control system. It is noted that there are four unknowns altogether, namely, K P , K I , ω p , ω g in Equation (2) and (3). Observing that both equations are complex, they can be broken down to four real equations. Since the number of unknowns equals the number of real equations, we can obtain a unique solution. Splitting Equation (2) and (3) into their respective real and imaginary parts yields
Since the frequency points ω p and ω g are unknown, we define the following two complex functions:
The functions f P (ω) and f I (ω) are plotted in the same complex plane. An intersection of these two functions means that they have the same real and imaginary parts, and thus both equation (4) and (5) are satisfied so that the intersection is a solution to equations (2) and (3) that provides a set of values for K P and K I , and the corresponding ω p and ω g , and no solution exists if they do not intersect. The solution will exist if we choose the proper phase margin and gain margin with the range of 2≤A m ≤4 and 30 0 ≤φ m ≤60 0 .
When the parameters N, C and R 0 of the network changed so greatly that the system gain margin or phase margin fell outside the specified interval, the self-tuning PI controller need to self-tune to give new A m and φ m . This is done by realtime monitoring the gain and phase margins of the AQM control system using the following Equations (8), (9), (10) and (11), which we obtain according to the definition of gain margin and phase margin [13] . 
where the smallest positive real root of the Equation (10) will be the default value of gain crossover frequency g ω to calculate the phase margin of the control system by Equation (11) . It is not difficult to show that Equation (8) 
Case (2) 
The smallest positive real root of the Equation (12) or (13) will be the default value of phase crossover frequency p ω to calculate the gain margin of the control system by Equation (9) . We first use Equation (12) This provides us a design procedure for the self-tuning PI controller as follows:
Step 1: Estimate the network parameters N, R 0 and C, then specify the interval of gain margin and phase margin, the nominal gain margin A m and the nominal phase margin φ m respectively.
Step 2: Obtain the proportional gain P K and integral gain I K using Equations (4), (5), (6) and (7).
Step 3: Apply Equations (8), (9), (10) and (11) to monitor the gain and phase margins of the AQM control system online. If the gain margin or phase margin falls outside the specified interval, go to Step 2. Otherwise, self-tuning PI controller remains unchanged.
For further performance analysis and evaluation, we shall consider a network system with TCP-Reno sources that use the Fast-Retransmit and Fast-Recovery mechanisms. We use N=100 greedy ftp (long-lived TCP flow) sources and 20 http (short-lived TCP flow) sources in the beginning of the experiment. The average end-to-end propagation delay can be approximated as 0.09 second. Considering the queuing delay, the upper limit of round trip time (RTT) is set as R 0 =0.25 second. The link bandwidth is T 3 (44,736,000bps) , with the average packet size being 536 bytes. It means that the link capacity is C=44736000/536/8 = 10433 packets/second. (2) to (7), we can draw a plot, as 
PERFORMANCE EVALUATION AND ANALYSIS
We verify the self-tuning PI controller via simulations using OPNET Modeler based on the network topology shown in Figure 5 . For the simplicity, we only draw 5 subnets with 5 respective links, while each subnet contains 20% of the total TCP sources respectively. We simulated the case of http and greedy ftp connections, i.e. the ftp sources always have data to send as long as their congestion windows allow. The receiver's advertised window size is set sufficiently large so that TCP connections are not constrained at the destination. The buffer size is 1000 packets. The target buffer occupancy is specified as 400 packets. The notation AM means gain margin, and PM means phase margin.
Figure 5. Network Topology for Simulation
We have run the RED algorithm [2] and the fixed PI controller in [7] for comparison. We use the similar RED parameters as in [7] . That is, maximum value for drop probability p max is 0.1; the maximum queue threshold max th is 700; the minimum queue threshold min th is 150; the queue weight w q is 1.33×10 -6 . In all the graphs shown subsequently in the paper, we depict the time evolution of the instantaneous queue size, with the time axis drawn in seconds. Figure 6 shows the instantaneous queue size of RED, fixed PI controller and our self-tuning PI controller upon the great traffic change. We also set the nominal gain margin as 3 (half way between 2 and 4) and the nominal phase margin as 45° (half way between 30° and 60°) in order to give room for our controller to self-tune. At time t=0, N=100 greedy ftp sources and 20 http sources were used, it was obvious that our selftuning PI controller showed a better response than RED. Its settling time was much shorter than RED. Also the response time of our self-tuning PI controller was shorter than the fixed PI controller. Furthermore our method showed less oscillation. At time t=100sec, 300 greedy ftp sources and 60 http sources were added. The instantaneous queue size of both RED and fixed PI controller exhibited sluggish response. The instantaneous queue size of fixed PI controller increased to more than 800 packets and some buffer overflow occurred between t=100 sec and t=140 sec. Both the gain margin and the phase margin of self-tuning PI control system had gone beyond their specified intervals, so our self-tuning PI controller self-tuned and gave new A m =3 and φ m =45°. It can be seen that the instantaneous queue size of our self-tuning PI controller still reached around the target buffer occupancy (400 packets) very quickly. Figure 7 shows the instantaneous queue size of self-tuning AQM controller in [8] and our self-tuning PI controller upon the small traffic change. At the time t=0sec, N=100 greedy ftp sources and 20 http sources were used. The response time of self-tuning PI controller was shorter than the self-tuning AQM controller. At time t=100sec, N=70 greedy ftp sources and 20 http sources were used. Due to the change of the network environment, self-tuning AQM controller always self-tuned and gave the new PI controller. It can be seen that the queue size decreased till the buffer was nearly empty and then increased and approached the target buffer occupancy (400 packets). Both the gain margin and the phase margin did not drift outside the specified interval respectively, the self-tuning PI controller remained unchanged. However, the queue size had little fluctuation upon this slight traffic change. At the time t=200sec, N=130 greedy ftp sources and 30 http sources were used. Self-tuning AQM controller also self-tuned and got the new PI controller. The queue size had more oscillation than that of self-tuning PI controller before it reached the target buffer occupancy and also had a small spike. Both the gain margin and the phase margin still did not drift outside the specified interval respectively, the self-tuning PI controller remained unchanged. However, the queue size had little fluctuation except one small spike. 
CONCLUSION
We have applied classical control theory to develop a selftuning PI controller for AQM routers in the Internet based on gain and phase margin specifications. Instead of a fixed value, we assign the proper intervals within which the self-tuning PI controller only self-tunes when the gain margin or phase margin of AQM control system goes outside the interval. Equations for designing the self-tuning PI controller as well as those for real-time monitoring of gain and phase margins of AQM control system are derived. Furthermore, based on the knowledge of the queue size, the PI controller can regulate the TCP source window size to clamp the steady value of queue size to the specified target buffer occupancy. The simulations demonstrate that our self-tuning PI controller can adapt AQM control system to the change of network environment very well and the network shows good stability robustness.
