module-lab-4.1 - Actor programming in Akka by Ricci, Alessandro
PAP ISI - UNIBO Actors in Akka 1
Programmazione Avanzata e Paradigmi  
Ingegneria e Scienze Informatiche - UNIBO 
a.a 2013/2014 
Lecturer: Alessandro Ricci
[module-lab-4.1]   
ACTOR PROGRAMMING 
USING AKKA FRAMEWORK
v1.0 
20140529
PAP ISI - UNIBO Actors in Akka
SUMMARY
• Actors and Actor Systems in Akka 
• API to defining actors 
• Reference: 
– http://doc.akka.io/docs/akka/2.3.3/general/actor-
systems.html 
– http://doc.akka.io/docs/akka/2.3.3/java/untyped-actors.html
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AKKA FRAMEWORK
• Framework for programming actor-based programs in Scala/
Java 
– http://akka.io 
– mature technology 
• used at an industrial level 
– providing features beyond the basic actor model 
• hierarchical actor systems 
• failure management, inspired by Erlang 
• …
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ACTORS IN AKKA
• Actors are objects which encapsulate state and behavior, they 
communicate exclusively by exchanging messages which are 
placed into the recipient’s mailbox.  
– astringent form of object-oriented programming 
– it can be useful to view them as persons:  
while modeling a solution with actors, envision a group of 
people and assign sub-tasks to them, arrange their 
functions into an organizational structure and think about 
how to escalate failure (all with the benefit of not actually 
dealing with people, which means that we need not 
concern ourselves with their emotional state or moral 
issues)  
– the result can then serve as a mental scaffolding for 
building the software implementation.
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ACTORS AND ACTOR SYSTEMS
• Actors are logical entities modelling concurrency 
– uncoupled by physical concurrency, represented by threads 
used to execute them 
• A system can have many actors 
– executed by a pool of threads managed by the runtime 
• in Akka, this is represented by ActorSystems 
• an ActorSystem is a heavyweight structure that will allocate 
1…N Threads 
• so create one per logical application
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HIERARCHICAL STRUCTURE
• Like in an economic organization, actors naturally form hierarchies.  
– one actor, which is to oversee a certain function in the program 
might want to split up its task into smaller, more manageable 
pieces.  
– for this purpose it starts child actors which it supervises.  
• each actor has exactly one supervisor, which is the actor that 
created it. 
• The quintessential feature of actor systems is that tasks are split up 
and delegated until they become small enough to be handled in one 
piece.  
– the resulting actors can be reasoned about in terms of which 
messages they should process, how they should react normally 
and how failure should be handled 
– If one actor does not have the means for dealing with a certain 
situation, it sends a corresponding failure message to its 
supervisor, asking for help 
• the recursive structure then allows to handle failure at the 
right level.  
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ACTORS BEST PRACTICE
• Actors should be like nice co-workers:  
– do their job efficiently without bothering everyone else needlessly 
and avoid hogging resources.  
– translated to programming this means to process events and 
generate responses (or more requests) in an event-driven manner  
– this means that actors should never block (i.e. passively wait while 
occupying a Thread) on some external entity—which might be a lock, 
a network socket, etc.—unless it is unavoidable 
• Do not pass mutable objects between actors.  
– in order to ensure that, prefer immutable messages.  
– if the encapsulation of actors is broken by exposing their mutable 
state to the outside, you are back in normal Java concurrency land 
with all the drawbacks.
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THE BLOCKING PROBLEM /1
• In some cases it is unavoidable to do blocking operations,i.e. 
to put a thread to sleep for an indeterminate time, waiting for 
an external event to occur.  
– examples are legacy RDBMS drivers or messaging APIs, 
and the underlying reason is typically that (network) I/O 
occurs under the covers.  
• When facing this, you may be tempted to just wrap the 
blocking call inside a Future and work with that instead, but 
this strategy is too simple:  
– you are quite likely to find bottlenecks or run out of memory 
or threads when the application runs under increased load.
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THE BLOCKING PROBLEM /2 
• The non-exhaustive list of adequate solutions to the “blocking 
problem” includes the following suggestions: 
– do the blocking call within an actor, making sure to configure a 
thread pool which is either dedicated for this purpose or 
sufficiently sized. 
– do the blocking call within a Future, ensuring an upper bound on 
the number of such calls at any point in time (submitting an 
unbounded number of tasks of this nature will exhaust your 
memory or thread limits). 
– do the blocking call within a Future, providing a thread pool with 
an upper limit on the number of threads which is appropriate for 
the hardware on which the application runs. 
– dedicate a single thread to manage a set of blocking resources 
(e.g. a NIO selector driving multiple channels) and dispatch 
events as they occur as actor messages.
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REFERRING ACTORS: ACTOR  REF
• An actor reference is a subtype of ActorRef, whose foremost 
purpose is to support sending messages to the actor it 
represents.  
• Each actor has access to its canonical (local) reference 
through the self field 
– this reference is also included as sender reference by 
default for all messages sent to other actors.  
• Conversely, during message processing the actor has access 
to a reference representing the sender of the current message 
through the sender method.
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HIERARCHIES: ACTOR PATH
• Since actors are created in a strictly hierarchical fashion, there 
exists a unique sequence of actor names given by recursively 
following the supervision links between child and parent down 
towards the root of the actor system.  
– this sequence can be seen as enclosing folders in a file 
system, hence we adopted the name “path” to refer to it.  
• An actor path consists of an anchor, which identifies the actor 
system, followed by the concatenation of the path elements, from 
root guardian to the designated actor 
– the path elements are the names of the traversed actors and 
are separated by slashes 
– examples: 
• akka://my-sys/user/service-a/worker1" !
• akka.tcp://my-sys@host.example.com:5678/user/service-b"!
!
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OBTAINING ACTOR REFERENCES 
• There are two general categories to how actor references may be 
obtained:  
– by creating actors  
• an actor system is typically started by creating actors beneath 
the guardian actor using the ActorSystem.actorOf method 
and then using ActorContext.actorOf from within the created 
actors to spawn the actor tree.  
– these methods return a reference to the newly created 
actor.  
• each actor has direct access (through its ActorContext) to 
references for its parent, itself and its children.  
– these references may be sent within messages to other 
actors, enabling those to reply directly. 
– by looking them up 
• either by creating actor references from concrete actor paths 
or by querying the logical actor hierarchy. 
• the ActorSystem.actorSelection method.
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DEFINING AN ACTOR CLASS
• Actors in Java are implemented by  
– extending the UntypedActor class  
– implementing the onReceive method, taking the message 
as a parameter
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import akka.actor.UntypedActor;	
import akka.event.Logging;	
import akka.event.LoggingAdapter;	
     	
public class MyUntypedActor extends UntypedActor {	
    LoggingAdapter log = Logging.getLogger(getContext().system(), this);	
     	
    public void onReceive(Object message) throws Exception {	
        if (message instanceof String) {	
             log.info("Received String message: {}", message);	
             getSender().tell(message, getSelf());	
        } else	
             unhandled(message);	
    }	
}
The unhandled method by default publishes a new 
akka.actor.UnhandledMessage on the actor system’s event 
stream (set configuration item akka.actor.debug.unhandled to on 
to have them converted into actual Debug messages)
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UntypedActor API
• Further relevant methods: 
– getSelf  
• reference to the ActorRef of the actor 
– getSender  
• reference sender Actor of the last received message, typically 
used as described in Reply to messages 
– getContext  
• exposes contextual information for the actor and the current 
message, such as: factory methods to create child actors 
(actorOf), system that the actor belongs to, parent supervisor, 
supervised children, lifecycle monitoring, hotswap behavior 
stack as described in HotSwap
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MESSAGE AND IMMUTABILITY
• Messages can be any kind of object but have to be 
immutable  
– Akka can’t enforce immutability (yet) so this has to be by 
convention
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SENDING MESSAGES
• Messages are sent to an Actor through one of the following 
methods: 
– tell  
• means “fire-and-forget”, e.g. send a message asynchronously 
and return immediately. 
– ask  
• sends a message asynchronously and returns a Future 
representing a possible reply 
• In all these methods the sender has the option of passing 
along its own ActorRef.  
– this will allow the receiver actors to be able to respond to 
the message, since the sender reference is sent along with 
the message 
• Message ordering is guaranteed on a per-sender basis
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TELL: FIRE-FORGET
• This is the preferred way of sending messages 
– no blocking waiting for a message 
– best concurrency and scalability 
• Example: 
 
// don’t forget to think about who is the sender (2nd argument)  
target.tell(message, getSelf());	
!
• The sender reference is passed along with the message and 
available within the receiving actor via its getSender method 
while processing this message
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ASK: SEND-AND-RECEIVE-FUTURE 
• The ask pattern involves actors as well as futures 
– hence it is offered as a use pattern rather than a method on 
ActorRef 
• Example
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final Timeout t = new Timeout(Duration.create(5, TimeUnit.SECONDS));	
final ArrayList<Future<Object>> futures = new ArrayList<Future<Object>>();	
futures.add(ask(actorA, "request", 1000)); // using 1000ms timeout	
futures.add(ask(actorB, "another request", t)); // using timeout from	
// above	
     	
final Future<Iterable<Object>> aggregate = Futures.sequence(futures, system.dispatcher());	!
final Future<Result> transformed = aggregate.map(	
    new Mapper<Iterable<Object>, Result>() {	
        public Result apply(Iterable<Object> coll) {	
             final Iterator<Object> it = coll.iterator();	
             final String x = (String) it.next();	
             final String s = (String) it.next();	
             return new Result(x, s);	
        }}, system.dispatcher());	
     	
pipe(transformed, system.dispatcher()).to(actorC);	
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WORKING WITH FUTURES
• The example demonstrates ask together with the pipe pattern on 
futures - a common combination 
• All in the example is completely non-blocking and asynchronous 
– ask produces a Future, two of which are composed into a new 
future using the Futures.sequence and map methods and then 
pipe installs an onComplete-handler on the future to effect the 
submission of the aggregated Result to another actor 
– using ask will send a message to the receiving Actor as with tell, 
and the receiving actor must reply with getSender().tell(reply, 
getSelf()) in order to complete the returned Future with a value  
– the ask operation involves creating an internal actor for handling 
this reply, which needs to have a timeout after which it is 
destroyed in order not to leak resources
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RECEIVE MESSAGES
• When an actor receives a message it is passed into the 
onReceive method
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import akka.actor.UntypedActor;	
import akka.event.Logging;	
import akka.event.LoggingAdapter;	
     	
public class MyUntypedActor extends UntypedActor {	
    LoggingAdapter log = Logging.getLogger(getContext().system(), this);	
     	
    public void onReceive(Object message) throws Exception {	
        if (message instanceof String) {	
             log.info("Received String message: {}", message);	
             getSender().tell(message, getSelf());	
        } else	
             unhandled(message);	
    }	
}
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REPLY TO MESSAGES
• getSender() can be used as a handle for replying to a 
message 
– the reply can be done by sending to that ActorRef with 
getSender().tell(replyMsg, getSelf())  
• One can also store the ActorRef for replying later, or passing 
on to other actors 
–  If there is no sender (a message was sent without an actor 
or future context) then the sender defaults to a 'dead-letter' 
actor ref
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@Override	
public void onReceive(Object msg) {	
    Object result =	
    // calculate result ...	
    // do not forget the second argument!	
    getSender().tell(result, getSelf());	
}
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STOPPING ACTORS
• Actors are stopped by invoking the stop method of a 
ActorRefFactory, i.e. ActorContext or ActorSystem.  
– the context is used for stopping child actors and the system 
for stopping top level actors.  
• The actual termination of the actor is performed 
asynchronously 
– stop may return before the actor is stopped
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HOTSWAP (BECOME)
• Akka supports hotswapping the Actor’s message loop (e.g. its 
implementation) at runtime, by means of the 
getContext().become method from within the Actor.  
– the hotswapped code is kept in a Stack which can be 
pushed (replacing or adding at the top) and popped.
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HOTSWAP (BECOME)
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public class HotSwapActor extends UntypedActor {	
  Procedure<Object> angry = new Procedure<Object>() {	
   public void apply(Object message) {	
      if (message.equals("bar")) {	
        getSender().tell("I am already angry?", getSelf());	
       } else if (message.equals("foo")) {	
         getContext().become(happy);	
       }	
    }	
  };     	
  Procedure<Object> happy = new Procedure<Object>() {	
   public void apply(Object message) {	
      if (message.equals("bar")) {	
        getSender().tell("I am already happy :-)", getSelf());	
      } else if (message.equals("foo")) {	
        getContext().become(angry);	
      }	
    }	
  };	
  public void onReceive(Object message) {	
    if (message.equals("bar")) {	
      getContext().become(angry);	
    } else if (message.equals("foo")) {	
      getContext().become(happy);	
    } else {	
      unhandled(message);	
    }	
  }	
}    
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STASH
• The UntypedActorWithStash class enables an actor to 
temporarily stash away messages that can not or should not 
be handled using the actor's current behavior 
– upon changing the actor's message handler, i.e., right 
before invoking getContext().become() or 
getContext().unbecome(), all stashed messages can be 
"unstashed", thereby prepending them to the actor's 
mailbox.  
• This way, the stashed messages can be processed in the 
same order as they have been received originally 
– an actor that extends UntypedActorWithStash will 
automatically get a deque-based mailbox.
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STASHING
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public class ActorWithProtocol extends UntypedActorWithStash {	
  public void onReceive(Object msg) {	
    if (msg.equals("open")) {	
      unstashAll();	
      getContext().become(new Procedure<Object>() {	
        public void apply(Object msg) throws Exception {	
          if (msg.equals("write")) {	
            // do writing...	
          } else if (msg.equals("close")) {	
           unstashAll();	
           getContext().unbecome();	
          } else {	
            stash();	
          }	
        }	
     }, false); // add behavior on top instead of replacing	
    } else {	
      stash();	
    }	
  }	
}
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STASHING
• Invoking stash() adds the current message (the message that the actor 
received last) to the actor's stash 
– It is typically invoked when handling the default case in the actor's 
message handler to stash messages that aren't handled by the other 
cases 
– it is illegal to stash the same message twice; to do so results in an 
IllegalStateException being thrown.  
– the stash may also be bounded in which case invoking stash() may lead 
to a capacity violation, which results in a StashOverflowException.  
– the capacity of the stash can be configured using the stash-capacity 
setting (an Int) of the mailbox's configuration. 
• Invoking unstashAll() enqueues messages from the stash to the actor's 
mailbox until the capacity of the mailbox (if any) has been reached (note that 
messages from the stash are prepended to the mailbox) 
– in case a bounded mailbox overflows, a 
MessageQueueAppendFailedException is thrown.  
– the stash is guaranteed to be empty after calling unstashAll(). 
!
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