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Resumen 
Para el posicionamiento de las fibras del Multi-Espectogràfo del Gran Telescopio de 
Canarias, se ha diseñado e implementado con éxito un sistema embebido. Éste controla 
el movimiento de dos motores paso a paso. Para poder interactuar con el sistema 
embedido, también se ha diseñado y puesto en funcionamiento una interfaz de usuario 
para PC. 
El núcleo del sistema embebido es un procesador ARM, capaz de comunicarse vía CAN 
y vía USB con otros sistemas. La base del firmware es un buffer contenedor de tareas 
pendientes. La etapa de potencia la forman dos controladores, de última generación, de 
motores paso a paso. 
La interfaz de usuario permite trabajar con buses CAN y USB, y enviar al sistema 
embebido tanto los pasos que debe dar cada motor, en función del posicionamiento de la 
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 1 Introducción 
1.1 GTC. Megara  
El Gran Telescopio de Canarias 
grande del mundo. Su construcción se inició en el año 2000. La fase de ajustes y 
calibraciones empezó el 14 Julio 2007, coincidiendo con la "ceremonia de la 
primera luz". El primer instrumento se instaló en Marz
Observatorio del Roque de Los Muchachos, 
Observatorio Norte Europeo
en Europa para realizar observaciones astronómicas en el rango óptico e 
infrarrojo. Está situado por encima de la capa de inversión atmosférica, donde
forman las nubes. 
contaminación lumínica
El telescopio está formado por
movimientos de rotación en dos ejes: horizontal y vertical. Es en esta gran 
estructura donde se sitúan
estación focal, donde se instalan los instrument
y almacenan los datos. 
MEGARA (Multi-Espectrógrafo en GTC de Alta Resolución para Astronomía) 
el primer espectrógrafo capaz de observar la emisión del gas situado entre las 




Láctea. En la figura 1 se muestra un dibujo de la estructura mecánica del GTC y 
de la situación de MEGARA integr
del Consorcio MEGARA
en el GTC está prevista para finales del año 2016, y la puesta en marcha, para 
inicios de 2017. [1]  
Para cubrir el cielo de forma contigua
fibras ópticas.  El uso de estas tecnologías en un instrumento con alta resolución 
espectral combinado con el gran tamaño del espejo del GTC permit
problemas hasta ahora fuera del alcance de los astrónomos.
(GTC) es el telescopio óptico
o 2009. Está situado 
en La Palma, integrado en el 
. Por la calidad de su cielo nocturno,
La zona está protegida por una ley 
. [1] 
 una gran estructura mecánica de acero
 los espejos. Junto a esta estructura, se encuentra la 
os que detectan y analizan la luz, 
[1]  
 
Figura 1: Megara en GTC. [2]  
 captar imágenes directas de la emisión de la red 
 zonas vacías del cielo donde otros instrumentos só
 ruido. Ofrecerá detalles sobre la composición química y el 
las individuales y del gas incluso en galaxias fuera de la Vía 
ado en GTC. [2] El contrato para el desarrollo 
 se firmó en mayo de 2014. La instalación de M
, MEGARA utiliza la última tecnología en 




 es el mejor lugar 
 se 
especial contra 







El posicionamiento de las fibras ópticas de MEGARA se realiza mediante una 
matriz de sistemas robóticos compuestos de un brazo y una plataforma circular 
situada al final del brazo. En un punto del perímetro de la circunferencia de la 
plataforma circular, se sitúa la fibra. Mediante la variación del ángulo del brazo y 
del giro de la plataforma circular, se posiciona cada fibra en un plano de abscisas 
y ordenadas. En la figura 2 se observa el croquis del posicionamiento de una fibra, 
donde dos motores (color verde) controlan el movimiento del brazo (rectángulo 
negro) y la plataforma circular (circunferencia negra). Estos dos elementos 
posicionan la fibra (círculo rojo) en el área formada por un anillo (textura rallada) 
cuyos límites mínimo y máximo está marcados por la resta de la longitud del 
brazo y el radio de la plataforma circular; y por la suma de ambos, 
respectivamente. 
 
Figura 2. Croquis del posicionamiento de una fibra. 
1.2 Propósito y alcance del proyecto 
Para abordar el control del posicionamiento de las fibras ópticas de MEGARA, se 
pretende realizar un sistema embebido que controle el giro de dos motores paso 
a paso: uno destinado al giro del brazo y otro destinado al giro de la plataforma 
circular. 
El sistema debe permitir el control recibiendo órdenes a través de un bus CAN, 
pensado para integrarse a un sistema de control y supervisión global del 
instrumento; y de un bus USB para el control individual del sistema, desde un 
ordenador personal, a través de un puerto serie virtual (VCP). El sistema se debe 
poder alimentar con una tensión de 12Vdc o 24Vdc, por ser éstas las disponibles 
en el instrumento. 
MEGARA es un instrumento en proceso de diseño; por ello, y de cara a la más 
que posible variación de especificaciones, el dispositivo se diseñará con el 
objetivo de ser fácilmente adaptable a modificaciones y ampliaciones, utilizando 
un microprocesador de altas prestaciones, controladores de motor integrados de 
última generación, y dejando disponibles los máximos recursos disponibles de 
éste; así como dejando implementada la etapa hardware de un bus Ethernet. 
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1.3 Condiciones iniciales 
Se parte de un primer prototipo capaz de ejecutar los movimientos de dos 
motores paso a paso vía bus CAN [3]. Dispone de un conector de entrada de 
alimentación de 5V y de un conector USB, disponible únicamente para realizar la 
función de alimentación. 
La etapa de alimentación consiste en dos LDO de 5V a 3.3V para los diferentes 
integrados. La etapa de control la compone el microcontrolador Freescale 
MCF51JM128VLK. Éste microcontrolador ofrece módulos CAN, SPI y USB-OTG, 
Real Time Counter y ADC.  La etapa de potencia está formada por dos 
controladores Allegro A3906. Estos reciben directamente las señales de control 
correspondientes a los contactos del motor a activar. En la figura 3 se muestra el 
diagrama de bloques. 
 
Figura 3. Diagrama de bloques del prototipo inicial. 
El firmware está basado en un bucle principal que alberga una cadena de 
condicionales, en modo encuesta, asociados a cada tipo de comando recibido vía 
bus CAN. En caso de recibir el comando, ejecuta la orden correspondiente, que 
puede ser de control de contadores o de movimiento. El firmware se carga en el 
microcontrolador vía JTAG. 
1.4 Método de trabajo 
A partir de la referencia del primer prototipo, se pretende modificar y ampliar las 
prestaciones y dejar más opciones abiertas de cara a futuribles líneas de trabajo 
Para ello, se decide cambiar el microcontrolador utilizado por un ARM de alta 
gama, cambiar los drivers por drivers inteligentes de última generación, añadir al 
bus CAN el bus USB, dejar abierta la futura implementación del bus Ethernet y 
rediseñar el firmware; sustituyendo la rutina de encuesta por el uso de 
interrupciones, e implementado un buffer donde se almacenen las órdenes 
recibidas para que un gestor independiente las ejecute a medida que estén 
disponibles. El proyecto se complementa con una interfaz gráfica de test que 





Figura 4. Esquema general de funcionamiento y desarrollo del sistema. 
 
Las tareas y su temporización se muestran en el cronograma, distribuido entre las 
tablas 1 y 4. Básicamente, se dividen en cuatro grupos: Entorno de trabajo, 
Hardware, Firmware y HMI (Human Machine Interface). 
Previamente a comenzar el diseño, conviene decidir el esquema general del 
sistema, qué herramientas se van a utilizar, tenerlas bien instaladas y 
configuradas y sentirse cómodo para trabajar con ellas. Para diseñar la nueva 
placa electrónica, se utiliza la herramienta Mentor Graphics. Para trabajar con el 
nuevo firmware se debe encontrar un IDE (Entorno Integrado de Desarrollo) 
completo para microcontroladores ARM. La interfaz de usuario HMI (Human 
Machine Interface), se diseña utilizando la aplicación LabVIEW, distribuida por 
National Instruments. En este caso, la aplicación LabVIEW ya es bien conocida, 
sin embargo, las herramientas para el diseño del firmware y del hardware son de 
nuevo uso para el diseñador. Por este motivo se debe reservar un tiempo de 
conocimiento y adaptación. Tal como se muestra en la Tabla 1, se estima que el 
tiempo previo al inicio del diseño es cercano a los dos meses. En la figura 4 se 



























1 2 3 4 5 6 7 8 
Entorno de trabajo 
del firmware 
Analizar, buscar e instalar IDE adecuado compatible con la placa de 
evaluación. 
                
Configurar el IDE para poder compilar y debugar en la placa de 
evaluación. 
                
Conocimiento del 
Microcontrolador 
Familiarizarse con el microcontrolador y la placa de evaluación. 
                
Debugar un primer programa. 
              
Probar los módulos básicos. 
                
Entorno de trabajo 
del Hardware 
Instalar el programa de diseño. 
                
Realizar el tutorial y familiarizarse con Mentor Graphics. 
                
Retrasos. Retoques, adecuaciones, cambios y arreglos. 
                
Tabla 1. Cronograma. Entorno de trabajo. 
Para disponer del hardware implementado, se calcula 3 meses de trabajo que incluyen, 
no sólo el diseño de la placa de circuito impreso del prototipo, sino también su 
fabricación y ensamblado, el proceso de test y el tiempo extra necesario para 
adecuación y cambios. Las tareas se especifican a continuación, en la Tabla 2. 
Hitos Tareas 
Semanas 
9 10 11 12 13 14 15 16 17 18 19 20 
Diseño de 
PCB. 
Realizar un esquema básico.                         
Seleccionar los componentes a 
utilizar                         
Crear la librería de componentes.                         
Crear el esquemático.                         
Introducir las especificaciones de la 
PCB: grosor pistas, diámetro vías, 
número de  capas, etc.                         
Definir las medidas de la placa.                         
Posicionar los componentes.                         
Rutear.                         
Generar los gerbers.                          
Implementación 
PCB. 
Encargar la fabricación de la placa.                         
Soldar los componentes.                         
Test PCB. 
Comprobar continuidades.                         
Comprobar alimentaciones.                         
Crear cable SWD.                         
Compilar y debugar un primer 
programa en el prototipo.                         
Retrasos. Retoques, adecuaciones, cambios y 
arreglos.                         
Tabla 2. Cronograma. Hardware. 
El siguiente paso es desarrollar el firmware, esta etapa implica  el diseño y verificación 
de las diferentes funcionalidades. La parte más compleja sea, posiblemente, las 
diferentes comunicaciones en los buses, motivo por el cual se le debe asignar una tarea 
específica a cada uno. Los tiempos necesarios y las tareas necesarias para la obtención 








Implementar comunicación con 
bus CAN.                                     
Implementar comunicación con 
bus USB.                                     
Implementar comunicación con 
drivers vía SPI.                                     
Diseñar funcionamiento global.                                     
Definir e implementar formato 
de mensaje comunicación con 
HMI.                                     
Test del 
firmare. 
Implementar firware de test 
para verificar movimiento 
motores.                                     
Verificar comunicación con bus 
CAN.                                     
Verificar comunicación con bus 
USB.                                     
Verificar comunicación con 
drivers vía SPI.                                     
Verificar comuncación con 
HMI.                                     
Retrasos. Retoques, adecuaciones, 
cambios y arreglos.                                     
Tabla 3. Cronograma. Firmware. 
El último paso es el diseño de la interfaz gráfica que permite interactuar con el sistema 
embebido, realizar los últimos test de integración y documentar el proyecto. Para este 
hito, se consideran 27 semanas. El detalle se muestra en la Tabla 4. 
Hitos Tareas 
Semanas 
39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 
Diseño del HMI. 
Implementar VI de comunicación 
CAN y USB.                                     
Diseño global del entorno gráfico.                                     
Diseño global del diagrama de 
bloques.                                     
Implementar codificación del 
mensaje de envío.                                     
Implementar descodificación 
mensajes recibidos                                     
Implementación del fichero log de 
análisis post-mortem.                                     
Creación del fichero de 
configuración de menús                                     
Test del HMI. 
Probar las comunicaciones CAN y 
USB debugando a la vez en el 
microcontrolador.                                     
Verificar los valores enviados y 
recibidos.                                     
Test global de 
sistema. 
Verificar el control del movimiento 
del motor desde HMI.                                     
Documentación. Creación y modificación de la 
memoria.                                     
Retrasos. Retoques, adecuaciones, cambios 
y arreglos.                                     
Tabla 4. Cronograma. HMI.  
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2 Estado del arte 
Todo sistema embebido requiere de unos recursos para el desarrollo del 
hardware y del firmware. Para el funcionamiento del mismo, es necesario el uso 
de buses de comunicación que comuniquen tanto los elementos que forman el 
sistema en sí como el propio sistema con elementos externos. Finalmente, en el 
caso de esta aplicación, cuyo fin es el control de movimiento y posición, es 
preciso el control de motores. En este apartado se analiza la tecnología actual 
asociada a estos tres conceptos. 
2.1 Entornos de desarrollo en sistemas embebidos 
Un sistema embebido, según la aplicación para la que esté diseñado, se 
compone de etapas diversas; esto es, etapas de audio, de video, de potencia, de 
comunicación, analógicas, digitales, y demás. Sin embargo, todos tienen en 
común, por definición, la presencia de la etapa de control; donde reina el 
microcontrolador, que ejerce de núcleo central del sistema. El microcontrolador es 
el cerebro del sistema embebido, donde reside el firmware programado que 
determina toda la lógica de control. A continuación, se expone la tendencia actual 
en los microcontroladores; las herramientas disponibles en el mercado para 
desarrollo y programación del firmware del mismo, y los recursos existentes para 
el diseño e implementación del hardware. Se incide, tanto en la base como en la 
especificación, en la tecnología utilizada para el desarrollo del proyecto. 
2.1.1 Microcontroladores.  
Un microcontrolador integra el microprocesador más etapas complementarias, 
según el modelo. 
Se distinguen dos arquitecturas de diseño de microprocesadores: CISC (Complex 
Instruction Set Computer) y RISC (Reduced Set Intruction Computing). 
Los microprocesadores CISC disponen de un amplio conjunto de instrucciones, 
que permiten operaciones complejas entre datos de la memoria o de los registros 
internos. Esta característica dificulta el paralelismo entre instrucciones. De hecho, 
los sistemas CISC de alto rendimiento disponen de un sistema que convierte 
estas instrucciones en microinstrucciones, asemejándose a la arquitectura RISC. 
CISC fue la primera corriente de microprocesadores, ejemplos ampliamente 
conocidos son: Motorola 68000, Zilog Z80 y la familia Intel x86.  
Los microprocesadores RISC, disponen de menor conjunto de instrucciones, de 
tamaño fijo, y de ejecución más rápida. Sólo las instrucciones denominadas de 
carga y almacenamiento pueden acceder a la memoria de datos. De esta forma, 
es posible la segmentación y el paralelismo en la ejecución de instrucciones; así 
como reducir el número de accesos a memoria. Es RISC la tendencia actual de 






Entre los microprocesadores de arquitectura RISC, destacan los ARM (Advanced 
RISC Machine), que presentan muy buen rendimiento, equilibrado, código 
reducido, menor consumo de energía y menor tamaño. [5] 
El proyecto ARM nace en 1983 en la empresa Acorn Computers Ltd. Al cabo de 
dos años, en 1985, vio la luz el primer modelo, el ARM1. En 1986 salió el primer 
modelo comercial, el ARM2, procesador de 32 bits y tan sólo 30.000 transistores. 
El ARM2 destacó en el mercado por ofrecer un gran rendimiento y bajo consumo; 
debido a no estar basado en microcódigo y no disponer de memoria caché. El 
siguiente modelo, el ARM3 disponía ya de 4Kb de memoria caché, mejorando los 
accesos repetitivos a memoria. Ya en 1990 se fundó la compañía ARM, como 
una asociación de Acorn, Apple y VLSI. Un año más tarde, en 1991 se presentó 
el ARM6, que fue utilizado en el exitoso PDA de Apple. Posteriormente, con la 
aparición del ARM8, se generalizó su uso en calculadoras, GPS y dispositivos 
móviles. [6] 
En la actualidad, ARM es el microprocesador líder en la industria. Dispone de una 
amplia gama que combina rendimiento, potencia y costes competitivos para todos 
los mercados de aplicaciones. La compañía ARM no es un fabricante en sí, sino 
que otorga licencias a desarrolladores y fabricantes de circuitos integrados. El 
entorno ARM lo forman más de 1000 socios, entre fabricantes de 
microprocesadores y herramientas, y desarrolladores de software. Esta 
asociación ha desembocado ya en más de 50 mil millones de procesadores 
vendidos. [5] 
Entre los fabricantes de microprocesadores ARM, los que más mercado 
concentran son STMicroelectronics, Texas Instruments, Freescale y Atmel. 
STMicroelectronics es el más económico de todos, también cuenta con un 
programador muy asequible. Texas Instruments dispone de microcontroladores 
de alto rendimiento, sin embargo, las herramientas de desarrollo que ofrece son 
bastante costosas. Freescale cuenta con una gama de microcontroladores muy 
específicos, dedicados en su mayoría a sectores como la automoción o la 
domótica, entre otros. Freescale  ofrece también un IDE no gratuito. Atmel tiene 
posiblemente la gama más avanzada de microprocesadores, ofrece un IDE 
gratuito mantenido por ellos mismos y dispone de muy buena documentación. 
Con la llegada de  arduino, muchos ingenieros junior empezaron a trabajar con 
Atmel.  
En la tabla 5 se muestra una comparación de tres procesadores similares de 
STMicroelectronics, Freescale y Atmel. 
 
Fabricante Familia Modelo Velocidad [MHz] Memoria [KB] 
STMicroelectronics ARM Cortex M7 STM32F7 200 320 
Freescale ARM Cortex M7 Kinetiz V 240 256 
Atmel ARM Cortex M7 V7 300 512 




En la familia de procesadores ARM, destacan los procesadores Cortex, creada 
por ARM para alinear la tecnología alrededor de aplicaciones específicas y 
requisitos de rendimiento demandados en el mercado. La gama de procesadores 
Cortex cuenta con tres series: 
La serie ARM Cortex-A se dirige a sistemas operativos complejos y aplicaciones 
de usuario, son habituales en tablets, e-books, teléfonos móviles y smart-TV. La 
serie ARM Cortex-R son procesadores para sistemas de tiempo real, se pueden 
encontrar en aplicaciones de robótica, impresoras y aplicaciones de tiempo real 
crítico. La serie ARM Cortex-M está profundamente optimizada para aplicaciones 
de bajo coste, aplicaciones típicas son lavadoras, microondas, mandos a 
distancia y dispositivos inalámbricos. [6] 
 
 
Figura 5. Gama de microcontroladores ARM. [5] 
En la figura 5 se muestra la gama de microcontroladores ARM. Algunos 
dispositivos actuales populares que contienen estos microcontroladores son: 
Sony Xperia (Cortex A15), IPhone 4S (Cortex A9), Nokia N9000 (Cortex A8) y  
Nokia 5800 Rapsberry PI (ARM11). De hecho, en el diseño de sistemas 
embebidos de electrónica de consumo, sistemas industriales, robótica y demás, 
los ARM Cortex-M son casi un estándar.  
2.1.2 Desarrollo del Firmware. 
Antiguamente, los microcontroladores se programaban en lenguaje máquina, 
también llamado ensamblador, donde se gestionaba directamente el intercambio 
de valores entre registros y memoria. Desde hace un par de décadas y, 
sobretodo, desde el auge de los sistemas electrónicos embebidos, la 
programación del firmware se realiza en lenguaje C; al ser éste más funcional, 
estándar y de alto nivel. Los propios fabricantes de microcontroladores suelen 
facilitar librerías en C que permiten configurar y gestionar fácilmente los registros 
que determinan las funcionalidades de los módulos del microcontrolador. De esta 
forma, el firmware diseñado integra el código propio diseñado por el ingeniero 
programador de la aplicación y las librerías del fabricante. Una vez el código 
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firmware está completamente diseñado, se debe compilar y linkar para obtener 
los ficheros de salida compatibles y entendibles por el microprocesador utilizado. 
A continuación, mediante la herramienta de programación indicada por el 
fabricante, y el bus correspondiente, se carga el fichero de salida en el 
microcontrolador.  Hasta aquí, éste sería el proceso básico de diseño del 
firmware; sin embargo, para facilitar el trabajo del ingeniero programador, en la 
actualidad se utilizan IDEs (Integrated Development Environment). Un IDE es una 
aplicación software que integra herramientas de compilación, de linkado, de 
flasheado (cargar el código en la memoria flash del microcontrolador) y de 
debugación del firmware. [7] 
El IDE más popular es el software de libre disposición Eclipse [10]. Eclipse nació 
en la empresa IBM; hoy en día, su desarrollo compete a una organización sin 
ánimo de lucro denominada "Fundación Eclipse" que fomenta una comunidad de 
código abierto, productos complementarios, capacidades y servicios. Eclipse 
dispone de editor de texto, analizador sintáctico, compilación en tiempo real, 
compatibilidad con programas de control de versiones, herramientas de test de 
software y de refactorización, entre otros. Además, permite configurar el propio 
IDE para utilizar compiladores externos, protocolos de debugación y flasheado. 
[10] [11] 
Una desventaja de Eclipse es que, al disponer de tantas opciones configurables, 
la curva de aprendizaje es bastante lenta. La complejidad de sus menús ha 
favorecido la aparición de IDEs de fabricantes y desarrolladores basados en 
Eclipse y pre-configurados para trabajar con microcontroladores específicos. 
Según el fabricante, estos son adquiribles bajo licencia comercial, aunque 
también se ofrecen con licencias gratuitas limitadas en tamaño de código o en 
tiempo de uso. Incluso, los fabricantes de microcontroladores, ya ofrecen 
proyectos de demostración adaptados a estos IDEs. Es el caso de los 
microcontroladores ARM de STMicroelectronics; donde STMicroelectronics 
proporciona proyectos orientativos para diferentes IDEs como son EWARM, 
MDK-ARM, RIDE, TASKING y TrueStudio. Texas Instruments dispone también de 
su propio IDE, basado en Eclipse, denominado CSS. En estos casos, se trata de 
IDEs comerciales. Aún y así, también es posible encontrar IDEs gratuitos pre-
configurados para varias gamas de microcontroladores. Un ejemplo es CooCox, 
que ofrece un IDE con las mínimas opciones, de fácil uso, con asistente de 
configuración, sin límite de código ni tiempo, y que funciona muy bien para los 
microcontroladores ARM de ST. 
Aparte del IDE, como plataforma integradora de las herramientas, también se 
pueden encontrar distintos compiladores y debugadores, tanto comerciales como 
de uso libre. En la comunidad de ingenieros informáticos y electrónicos, existe un 
espíritu de colaboración similar al existente en la comunidad científica, cuyos 
resultados más visibles es la existencia de código abierto y múltiples foros de 
ayuda en internet. Se podría considerar a Richard Stallman el padre de esta 
tendencia, quien junto con Len Tower, desarrolló en los años 80 el proyecto GNU 
(GNU Is Not Unix) [12], con el fin de ofrecer a la comunidad un compilador de 
software libre. El proyecto GNU, aparte de ser la semilla de Linux, dio luz al 
compilador gcc. El compilador gcc se complementa con el linkador y el debugador 
gdb; dando lugar a una cadena de herramientas denominada, del inglés, 
toolchain. Los toolchain se han seguido desarrollando por parte de la comunidad, 
  20
dando lugar a diferentes ramas y versiones. Éstos, son integrables en Eclipse, de 
forma que el desarrollador puede decidir con qué  versión o rama de toolchain 
trabajar. Los IDEs comerciales, suelen disponer también de su propio toolchain 
comercial integrado, basados también en el compilador originario gcc. Ejemplos 
de compiladores gratuitos basados en gcc son Yagarto, Mingw, Eabi, Crossworks. 
Algunas empresas, como Mentor o Atollic, han desarrollado los suyos propios. 
[13]  
Para cargar el firmware ya compilado en el microcontrolador, se utiliza una 
programadora, que suele comercializar el mismo fabricante del microcontrolador. 
Algunos ejemplos de programadores son ST-LINK, Trace32, J-Link y Uling. Estos 
se conectan por un lado al ordenador, generalmente por puerto serie y USB, y por 
otro lado al microcontrolador, a través de buses estándar. 
En la actualidad, los fabricantes proporcionan también placas de evaluación que, 
aparte de servir como programadores, disponen del microcontrolador con salidas 
abiertas para puertos de entrada y salida y demás módulos, de forma que el 
ingeniero puede empezar a programar, debugar, y probar parte del fimware antes 
de diseñar su propia placa electrónica; así como familiarizarse con el 
microcontrolador. Un ejemplo sería la placa de evaluación de los 
microcontroladores de la serie ARM de 32 bits de STM32F4 STElectronics: 
STM32F4-Discovery. 
Los buses estándar utilizados en la actualidad para debugar y cargar el firmware 
en el microcontrolador son JTAG y SWD. 
JTAG (Joint Test Action Group) nació como grupo en la industria para desarrollar 
métodos de verificación de circuitos impresos. Más tarde derivó en un estándar, 
siendo utilizado por todos los fabricantes y ampliando sus usos. Actualmente 
permite: 
• Testear la integridad de pistas y soldaduras de circuitos impresos. 
• Verificar la integridad de memorias SRAM, SDRAM, FLASH. 
• Realizar operaciones de borrado, programación y verificación. 
• Integrarse en el IDE del fabricante y con los emuladores para debugación. 
• Funcionar como configuración in-circuit de microcontroladores. 
• Uso de breakpoints, ejecución por pasos, acceso a estructuras de datos 
internos. 
JTAG se utiliza ampliamente en sistemas embebidos, microcontroladores 
conocidos que utilizan JTAG son: MIPS, PowerPC, AVR (Atmel), MSP430 (Texas 
Instruments). Con OpenOCD también se puede utilizar para, mediante un GDB, 
debugar microcontroladores de distintos fabricantes. En el caso de los ARM, 
disponen de la arquitectura "Core Sight" que, mediante JTAG permite realizar 
"Debug & Trace". [14]  
SWD (Serial Wire Debug) es una variante de JTAG, de dos pines (reloj y datos 
bidireccionales), alternativa al tradicional JTAG, desarrollada por ARM para sacar 





Ventajas de SWD [14]:  
• Menor número de pines.  
• Rendimiento más eficiente. 
• Protección contra errores, mediante bits de paridad y confirmación de 
conexión física,  
• Facilidad para crear herramientas compatibles de bajo coste.  
• Pines compatibles con JTAG, permitiendo la migración entre sistemas. 
• Acceso completo al hardware de debug & trace de un sistema compatible 
con CoreSight.  
• Acceso a los registros sin necesidad de detener el microcontrolador.  
2.1.3 Diseño del Hardware 
Para el obtener una placa de circuito impreso, hasta hace un par de décadas se 
utilizaban insoladoras, que ayudaban a generar de forma artesanal circuitos 
impresos. Realizando el dibujo de la placa en una película transparente, ésta se 
situaba sobre una placa de epoxi pre-sensibilizada. Este método hoy en día se 
sigue aplicando a nivel doméstico, no así a nivel profesional. 
De forma menos rudimentaria, actualmente se utilizan herramientas de EDA 
(Electronic Design Automation), que permiten generar el diseño esquemático, 
situar los componentes en la placa, realizar el ruteado y generar los gerbers 
(ficheros que incluyen toda la información necesaria para la generación de la 
PCB). Una vez obtenidos los gerbers, estos son formatos legibles por máquinas 
CNC (Control Numérico Computarizado) que, en base a estos ficheros, se 
encargan de fabricar los circuitos impresos. Existe una gran variedad de paquetes 
de CAE, que se podrían ordenar en dos grandes grupos [17]:  
• Gama Alta: Se utilizan en grandes empresas, son óptimos para la 
implementación de grandes proyectos donde trabajen diferentes 
ingenieros, con diferentes modelos de productos. Proveen un entorno 
integrado con todas las necesidades, tanto de diseño como de gestión del 
proyecto hardware. El precio es elevado. Debido a su complejidad, la 
curva de aprendizaje es algo lenta. Son adecuados para grandes 
departamentos de diseño electrónico. En este grupo se sitúan Mentor 
Graphics Expedition, Altium Designer y OrCAD. 
• Gama media: Son de menor perfil que los anteriores, pero están muy bien 
valorados entre la comunidad de ingenieros de diseño electrónico. Se 
pueden encontrar desde versiones comerciales limitadas hasta gratuitos, 
sin limitaciones y de código abierto. Los más populares son: KiCad, gEDA, 






2.2 Protocolos de comunicación 
 
Los buses de comunicación en electrónica han ido evolucionando con el tiempo, 
a modo de ejemplo, algunos, como el puerto paralelo, que llegó a ser común en el 
uso de impresoras, quedaron obsoletos hace ya varios años. Por otro lado, la 
tecnología de buses ya no se limita a la interconexión de circuitos impresos y 
dispositivos. Hoy en día es común el uso de buses internos de comunicación 
entre circuitos integrados dentro de un mismo circuito impreso, como SPI (Serial 
Peripheral Interface) e I2C (Inter Integrated Circuits). A nivel de comunicación 
entre sistemas, el más popular en electrónica de consumo es el bus USB 
(Universal Serie Bus); mientras a nivel industrial están ampliamente 
estandarizados  el bus CAN (Controller Area Network) y el bus Ethernet. 
El bus SPI (Serial Peripheral Interface) es un bus síncrono y bidireccional, de 
filosofía master-esclavo, para el intercambio de datos entre circuitos integrados. 
Consta de tres señales: MOSI (Master Output Slave Input), MISO (Master Input 
Slave Output) y Clock. En cada señal de reloj, transmite un Byte de datos en 
transmisión y recepción, de forma simultánea. Es compatible con la tipología 
Daisy Chain, que permite conectar diversos esclavos en serie, ahorrando el 
número de pines, y utilizando un solo módulo SPI del master. En la actualidad es 
el bus más común en su aplicación. 
El bus I2C (Inter Integrated Circuits) es un bus síncrono y bidireccional, 
multimaster, utilizado también para la comunicación entre microcontroladores y 
los circuitos integrados periféricos a éste. Consta de dos señales: SDA (Serial 
Data) y SCL (Serial Clock). Funciona como receptor o transmisor. Cada nodo 
dispone de una dirección de 7 bits formada por 4 bits fijos identificadores del 
circuito integrado y 3 bits variables que identifican el circuito impreso. 
El bus CAN (Controlled Area Network) comunica diferentes dispositivos. Nació en 
el sector de la automoción, desarrollado por Bosch, posteriormente se extendió 
su uso a toda la industria. Se trata de un canal serie multiplexado, altamente 
robusto, que permite crear redes de dispositivos. Utiliza únicamente dos señales 
de comunicación: CANH (CAN High) y CANL (CAN Low), diferenciales, que 
evitan las interferencias en el bus. Para conexión a integrados, es necesario 
disponer previamente de un transceptor que convierta las señales CANH y CANL 
en señales Tx y Rx compatibles; si bien, algunos microcontroladores empiezan a 
disponer de módulos transceptores de CAN integrados. Consta de dos formatos 
de mensaje, según longitud: Base(11 bits) y Extended (29 bits). Dispone de 
cuatro tipos de mensaje: Data (datos transmitidos), Remote (petición de datos), 
Error (error detectado) y Overload (introduce un retraso entre tramas). Las tramas 
constan de varios campos, los más destacados, comunes en ambos formatos de 
mensaje son: Start Of Frame (inicio de trama), Identifier (Identificador del 
mensaje), DataLenghtCode (Longitud de datos), CRC (comprobación de errores) 
y End Of Frame (final de trama). El identificador del mensaje permite al receptor 
filtrar y ordenar los mensajes según sea conveniente. Variantes del bus CAN, de 
menor coste, utilizadas en automoción, son los buses LIN (Local Interconnect 
Network) y FlexRay. El bus LIN, de menor coste, se utiliza en automoción para la 
creación de subredes. FlexRay, desarrollado hace apenas una década, se 
considera más avanzado al bus CAN en prestaciones. [16] 
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El bus USB (Universal Serial Bus), es un bus serie de dos señales diferenciales: 
D+ y D-, utilizado inicialmente para interconectar dispositivos de bajo consumo 
(100mA por puerto), dirigido a la electrónica de consumo. Permite conectar hasta 
127 dispositivos. Dispone de cuatro versiones, según velocidad de transferencia 
de datos: v1.0 (1,5 Mbps), v1.1 (12 Mbps), v2.0 (480 Mbps) y v3.0 (4,8 Gbps). El 
bus USB nació en los años 90 fruto del deseo de varios fabricantes de unificar la 
conexión de periféricos. Existen 7 tipos de conectores compatibles, producto de la 
constante evolución en la estandarización del bus.  
COM (Communication port) es el nombre original, común, del puerto serie de los 
ordenadores personales. El puerto COM tradicional es el RS-232 (Recommended 
Standard 232), resultado de la norma que define el intercambio de datos binarios. 
El puerto RS-232 se encuentra disponible en todas las placas madres de los 
ordenadores. Muchas aplicaciones permiten trabajar cómodamente para el envío 
serie de datos via puerto COM. Usando el driver correcto, el puerto USB se 
puede tratar como un puerto COM. En base a estas premisas, se define el puerto 
virtual VCP (Virtual COM Port). VCP es una interfaz software que permite a las 
aplicaciones acceder a un dispositivo como si se tratara de un puerto COM 
integrado de serie. El más común es el VCPUSB, que permite la transmisión y 
recepción de datos USB desde aplicaciones diseñadas para tratar con el puerto 
COM. [20]  
Ethernet es el estándar de conexión de computadoras en redes de área local, y 
base de la red Internet. Todas sus características se definen en el modelo de 
capas OSI. Si bien Ethernet permite diferentes tipos de conexiones inalámbricas, 
el conector físico es el RJ-45 (Registered Jack), que dispone de cuatro pines, 
cuatro no utilizados y el resto para dos señales diferenciales de transmisión y 
recepción: Tx+, Tx-, Rx+, Rx-. Al igual que el bus CAN, en el bus Ethernet 
también es necesario utilizar un transceptor para convertir las señales del bus a 
señales adecuadas para circuitos integrados. La velocidad soportada por 
Ethernet varía según la tecnología, desde 10Mbps hasta 1Gbps; así como el tipo 
de cable (inalámbrico, coaxial, trenzado o fibra óptica), o la distancia básica entre 
equipos, que oscila desde 185m a 5km. La trama de datos varia de 84 a 1542 
Bytes, igualmente, varía según si el dispositivo ejerce una función de cliente o 
servidor o nodo de conexión; ya que los nodos de conexión encapsulan y 
desencapsulan las tramas para su correcto direccionamiento. El bus Ethernet, en 
su variante conocida como Ethernet Industrial, es muy utilizado en industria, para 
conexión de computadores, PLCs (Programmable Logic Controller) y demás 
dispositivos electrónicos. El hecho que sea utilizado en internet, hace que sea 
posible desarrollar aplicaciones visibles desde el interfaz gráfico de los 
exploradores, apoyadas en el continuo desarrollo de la tecnología asociadas a 
estos; evitando el uso de herramientas especiales de configuración y siendo 
posible acceder a equipos y plantas remotas situadas a cualquier distancia. 
Fabricantes de equipos de control, integradores y clientes de sistemas 
industriales han convertido Ethernet en uno de los estándares de uso industrial, 





2.3 Control de motores en sistemas embebidos 
 
Se diferencian cuatro tipos de motores adecuados para sistemas embebidos: 
Motores DC, motores DC brushless, servomotores y motores paso a paso. 
Los motores DC (corriente continua) tienen dos bornes: uno positivo y otro 
negativo. Son motores de rotación continua, mientras estén alimentados estarán 
girando. Para cambiar el sentido de giro, es suficiente cambiar la polaridad de la 
señal de alimentación. La intensidad de corriente está asociada con la fuerza del 
motor, por tanto, la limitación de corriente, determina el par máximo que el motor 
puede vencer. La velocidad de giro, para un mismo par, varía de forma 
directamente proporcional al voltaje aplicado. La forma más efectiva de controlar 
la velocidad de giro es mediante un control PWM (modulación de ancho de pulso), 
donde cada pulso es tan rápido que el motor gira continuamente sin interrupción. 
Los motores DC, al tener una rotación continua rápida, son ideales para 
aplicaciones como ventiladores y batidoras. Se componen del estator y el rotor. El 
estator es la parte externa, que contiene los devanados principales de la máquina. 
El rotor es de forma cilíndrica, devanado y con núcleo; se alimenta mediante 
escobillas fijas. 
Los motores DC brushless son una variación de los motores DC, se diferencian 
en que el rotor contiene imanes permanentes y, el estator, es una armadura fija, 
eliminando el desgaste mecánico de la armadura móvil de conexión de los 
motores DC. El cambio de las fases de los bobinados se realiza con tecnología 
electrónica, reemplazando las escobillas. Algunas ventajas de los motores DC 
brushless frente a los motores DC son: 
• Par mayor respecto a voltaje y peso. 
• Mayor fiabilidad. 
• Menor ruido e interferencias electromagnéticas. 
• Mayor tiempo de vida. 
• No está sujeto a fuerzas centrífugas. 
• No requiere flujo de aire interior de refrigeración. 
• La parte interna puede sellarse, protegiéndola de suciedad y componentes 
externos. 
La potencia máxima de un motor DC brushless sin escobillas viene limitada por la 
energía calorífica generada, que podría debilitar los imanes y dañar el aislamiento 
del bobinado. La desventaja principal de un motor DC brushless es su coste, 
debido a que requiere controladores de velocidad electrónicos. En contraste, un 
motor de continua podría ser regulado por un reóstato. [22] 
Los servomotores se componen de: un motor de continua, engranajes, circuito de 
control y sensor de posición. Tienen tres contactos: Dos de alimentación y uno 
control. Se alimentan constantemente. El giro se controla mediante un circuito de 
control. Están diseñados para tareas más específicas en las que la posición debe 
definirse con precisión. La posición de los servomotores se puede controlar con 
mayor precisión que los de motores de corriente estándar. No giran libremente 
como un motor de corriente estándar, sino que el ángulo de rotación está limitado 
en ambos sentidos. El motor recibe una señal de control que representa la 
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posición; internamente, aplica energía al motor de DC hasta que el giro del eje ha 
alcanzado la posición indicada correcta, condición determinada por el sensor de 
posición. El servomotor mantiene la posición, incluso en el caso que hubiera una 
fuerza externa. Al tener un alto par y una rotación precisa, dentro de un ángulo 
limitado, son por lo general una alternativa de alto rendimiento a los motores paso 
a paso.  
Los motores paso a paso están indicados para el posicionamiento preciso de 
aplicaciones de par constante. Disponen de diferentes bobinas que determinan 
diferentes direcciones de flujos magnéticos que posicionan el eje. El control de la 
activación de las bobinas se realiza de forma externa por un controlador. Si una o 
más bobinas están activadas, el motor permanecerá enclavado en un posición 
concreta; por el contrario, si ninguna bobina está activada, el motor quedará 
completamente libre. La característica principal de estos motores es el hecho de 
poder moverlos un paso por cada pulso controlado que se aplique. El motor paso 
a paso es más lento, pero su rotación es más precisa; además mientras que los 
servomotores requieren un mecanismo de retroalimentación y electrónica interna 
para posicionar el eje, un motor paso a paso controla la posición a través de su 
propia naturaleza de rotación por incrementos fraccionales.  
Existen tres tipos de motores paso a paso: Reluctancia Variable, Híbridos e Imán 
permanente. 
El motor paso a paso de Reluctancia variable, está formado por múltiples rotores 
y multi-dentado. Tiene altas tasas de paso, de 5 a 15 grados, y no dispone de par 
de retención. 
El motor paso a paso Híbrido, dispone también de multidentado, y un imán 
magnetizado axialmente concéntrico alrededor del eje. 
El motor paso a paso de imán permanente lo forman múltiples bobinados 
dispuestos alrededor de un engranaje dentado con un imán permanente. Los 
bobinados forman el estator, mientras el engranaje dentado y el imán permanente 
forma el rotor. En un motor paso a paso de imán permanente de gama media, 
cada paso puede variar desde 90° hasta pequeños movimientos de tan solo 1.8°. 
Para completar un giro, se necesitarían cuatro pasos en el primer caso (90°) y 
200 para el segundo (1.8°). [20] 
Según su configuración interna, los motores paso a paso, se clasifican en tres 
tipos [24]: 
• Unipolares: Tiene dos bobinados dobles, uno por cada fase, cada 
bobinado doble unido en el interior. De esta forma, se controla con seis 
hilos, agrupados de tres en tres para cada fase, siendo uno el punto 
común. 
•  Bipolares: Tiene dos bobinados, uno por fase. Se controla con cuatro 
hilos, dos por bobinado. 
• Motor de 8 hilos: Es un motor unipolar pero con todos los terminales 
accesibles desde el exterior. 





Figura 6. Conexiones de motores paso a paso [25]. 
Para el control de un motor paso a paso bipolar se puede optar por cuatro tipos 
de secuencias: 
• Full Step: Consiste en tener al menos dos bobinas activadas, de forma 
que el motor avanza un paso cada vez; de esta forma, se obtiene un alto 
par de paso y de retención. 
• Wave Drive: Se activa solo una bobina a la vez. Se consigue un 
funcionamiento más suave, pero el par de paso y de retención es menor. 
• Half Step: Se activan primero 2 bobinas y luego solo 1 y así 
sucesivamente; de forma que se obtienen el doble de pasos por giro 
completo. 
• Microstepping: Se activan las bobinas a diferentes niveles de voltaje, con 
ondas de medio ciclo, consiguiendo posiciones intermedias y, por tanto, 
pasos más pequeños. 
 Figura 7. Secuencias en motores paso a paso
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Por otro lado, también existe en el mercado diferentes modelos de dispositivos 
controladores de motores. Se pueden encontrar programables mediante bus USB, 
RS-232, así como programables 
anexos al dispositivo o directamente, no programables, con señales de entrada 
de paso y dirección para su control desde PLCs u otra electrónica asociada. 
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rango de alimentaciones de entrada suele variar de 10 a 48Vdc, aunque también 
se pueden encontrar dispositivos controladores que operen a 120V y con 
alimentación alterna. La corriente por fase nominal varía desde 200mA hasta 9A, 
según el controlador y la aplicación. En general, el tamaño de estos controladores 
suele ser bastante mayor que el controlador diseñado. Si bien existe oferta de 
controladores que soporten dos motores y ofrezcan una interfaz propia para ser 
configurados desde el ordenador, como el DRV8821 de Texas Instruments,  no 
se encuentra en el mercado un controlador dual para motores bipolares que 
disponga de buses CAN y USB y presente las especificaciones de tamaño 
necesarias para este proyecto. Si a esta carencia comercial, se suma, entre otras 
funcionalidades, la posibilidad de personalizar el firmware para integrar el sistema 
en un control de red específico, tensiones de alimentación, situación y tipos de 





3 Metodología del Proyecto  
Tal como se ha especifica en el apartado 1.4.  el desarrollo del proyecto comprende tres  
partes principales: Hardware, Firmware y Human Machine Interface. 
 
3.1 Hardware 
El hardware se divide en cuatro etapas: Alimentación, Control, Comunicaciones y 
Potencia.  
La etapa de Alimentación recibe 12V o 24V de una fuente externa y alimenta con 12V, 
5V, y 3.3V los diferentes integrados de las etapas de Comunicaciones, Control y 
Potencia. 
La etapa de Comunicaciones contiene los transceptores, filtros e interruptores 
necesarios para adaptar  los buses externos USB, CAN, SWD y Ethernet, a señales 
compatibles con la etapa de control. 
La etapa de Control es el Microcontrolador, núcleo del sistema, donde reside el firmware 
que ejecuta la lógica del sistema que determina el comportamiento. 
La etapa de Potencia está formada por los controladores de los motores. 




Figura 8. Diagrama de bloques del Hardware. 
 
El esquema general con el contenido de todas las etapas se muestra en la figura 9, si 




Figura 9. Esquema general Hardware. 
El Hardware se implementa en una placa de circuito impreso de seis capas. En la capa 
superior se sitúan los componentes de alimentación, potencia y conectores. En la capa 
inferior se posicionan los integrados correspondientes a la etapa de control. Las dos 
capas superiores se reservan para el ruteado de las etapas de alimentación y potencia, y 
las dos capas inferiores, para las líneas de control. Las capas intermedias son dos 
planos de masa, uno de la masa de potencia y uno de la masa digital. El esquema de 
capas se muestra en la figura 10. 
 
Figura 10. Capas PCB. 
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3.1.1 Etapa de alimentación. 
 
En modo de funcionamiento, el sistema se alimenta desde una fuente de alimentación 
externa, a través de conector de alimentación (figura 11), recibiendo,  24V o 12V, según 
disponibilidad. 
 
Figura 11. Esquema Conector Alimentación. 
En modo de programación, donde no es necesario activar la salida de los motores, el 
sistema se puede alimentar, opcionalmente, a través de los 5V provenientes del conector 
del bus USB. En la figura 12 se muestra el selector de alimentación, así como la 
situación del fusible de protección de la entrada de 12/24V. 
 
Figura 12. Esquema Selector Alimentación. 
 
Los huecos donde se sitúan los soportes de la placa están conectados a masa, con el fin 
de evitar interferencias y facilitar el proceso de test del prototipo (figura 13). 
 
 
Figura 13. Esquema conexión a masa. 
 
La salida del selector de alimentación está conectada a un circuito Step Down (figura 14) 
que, en el caso que esté seleccionada la tensión de 12 o 24V, disminuye la tensión a 5V, 
proporcionando el primer nivel de alimentación necesario para la alimentación de los 
integrados. 
Se ha optado un circuito Step Down, en vez de un regulador, para evitar pérdidas de 
potencia. El integrado utilizado para su implementación es el ADP3050 de Analog 
Devices. En el datasheet facilitado por el propio fabricante se indican los valores de los 
componentes a utilizar, así como la ecuación a aplicar para obtener los valores de las 
dos resistencias que marcan el valor de tensión obtenido salida:  
 =  × 	
1.2 − 1 
En este caso, para obtener 5V de salida, se ha establecido R1= 20KΩ y R2=63K4Ω. 
En la figura 14 se muestra el esquema implementado del StepDown, si bien las 
resistencias R1 y R2 del StepDown se numeran como R1 y R3 respectivamente, al 
tratarse de la numeración acorde dentro del esquema completo del hardware. 
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Figura 14. Esquema Alimentación 5 V. 
La obtención de estos 5V sirve para alimentar el PowerSwitch del bus USB, y como 
entrada de un regulador de tensión de salida 3.3V (figura 15). El regulador utilizado es el 
modelo AP117-3.3 de Diodes Incorporated. Los valores de los componentes pasivos 
vienen indicados por el fabricante. En paralelo a la salida del regulador se ha colocado 
un led rojo para indicar la correcta alimentación de los integrados, en serie se dispone 
una resistencia de 500Ω para limitar el corriente y evitar dañar el led. La salida de 3.3V 
alimenta los siguientes integrados: Microcontrolador, Filtro EMC del bus USB, 




Figura 15. Esquema Alimentación 3.3 V. 
Los últimos componentes de la etapa de alimentación son dos StepDown idénticos, cada 
uno destinado a alimentar la etapa de potencia de cada uno de los dos controladores del 
motor. Estos StepDown y los pasivos complementarios, si bien tiene su espacio 
reservado y sus líneas ruteadas en la placa, no deben ser siempre ensamblados. Su 
función es reducir la tensión de entrada de 24V a 12V. Es decir, estos componentes sólo 
se deberían soldar cuando la tensión de alimentación disponible fuera de 24V y los 
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motores funcionasen a 12V. En caso de que la alimentación disponible y la tensión de 
funcionamiento de los motores coincidiera, es más optimo una conexión directa. El 
circuito diseñado se muestra en la figura 16. Se ha optado  por el StepDown de Allegro 
modelo A8498, al aguantar éste entradas desde 8V a 50V, niveles compatibles con los 
controladores de los motores. La tensión de salida es ajustable de 0.8V a 24V. Los 
valores fijos de los componentes pasivos vienen determinados por el fabricante; también 
se pueden consultar en la hoja de características, las ecuaciones para ajustar el valor de 
salida, el tiempo de offset y el rizado.  
 
Ajustando la tensión de salida, a partir de las siguientes ecuaciones: 
 
	
 =  1 +      = 

 − 1 ·  
 
se ha obtenido: 
R1= 28k7KΩ.    R2= 1KΩ. 
 
En la figura 16, R1, R2 y Rtset se muestran como R7, R6 y R4 respectivamente. 












3.1.2 Etapa de control y comunicaciones. 
La etapa de control está compuesta por el microcontrolador y el reloj que lo asiste. Como 
reloj, se utiliza el modelo IDQ12SMX, se trata de un cristal de cuarzo 16MHz (Figura 17). 
Los valores de las capacidades y la resistencia vienen fijados por el fabricante en la 
misma hoja de características. 
 
Figura 17. Esquema señal clock microcontrolador. 
 
El Microcontrolador seleccionado es el STM32F4, se trata de un ARM4 fabricado por 
STMicroelectronics. Dentro de las diferentes variantes de éste, se ha seleccionado el 
modelo de 64 pines que, si bien no son necesarios todos los pines, sí que contiene la 
oferta de módulos periféricos deseados: SPI, CAN, Ethernet, USB, SWD y puertos de 
entrada y salida digitales suficientes.  
Como el proyecto consiste en realizar un prototipo inicial que quede abierto, se ha 
seleccionado especialmente  los pines para dejar libres módulos auxiliares no 
implementados, aprovechando al máximo las capacidades potenciales del 
microcontrolador en el futuro. El esquema de conexionado del pinaje del 
Microcontrolador se muestra en la figura 18. 
 Se utilizan los siguientes módulos: 
• Bus CAN:   
o Módulo: CAN1.  
o Pines 61 y 62. 
• Bus Ethernet:   
o Módulo: ETH_RMII.  
o Pines 9, 15, 16, 23, 24, 25, 30, 33 y 34. 
• Bus SPI:  
o Módulo: SPI3.  
o Pines 50, 51, 52 y 53. 
• USB-VCP:  
o Módulo: SB_OTG_FS.  
o Pines 41, 42, 43, 44, 45 y 58. 
• Bus SWD:  
o Módulo: SWDIO.  




Figura 18. Esquema Microcontrolador. 
 
Se aprovechan los pines libres para dejar disponibles las funcionalidades, indicadas en 
el esquema con el prefijo "AUX": 
• Convertidores Digital Analógico :  
o Módulos: DAC1 y DAC2.  
o Pines 20 y 21. 
• Convertidor Digital Analógico :  
o Módulo: ADC123. 
o Pines: 8, 10 y 11. 
• Bus serie: 
o Módulo: USART6. 
o Pines: 37, 38 y 39. 
• Acceso a exterior a temporizadores: 
o Módulos: TIM12 y TIM13.  
o Pines: 22, 35 y 36. 
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La etapa de comunicaciones comprende el bus SWD de programación del firmware del 
Microcontrolador, el bus CAN de operación y acceso industrial en red, el bus USB 
pensado para acceso directo desde una computadora, el bus Ethernet de operación y 
acceso industrial en red, y el conector auxiliar donde se deja acceso a funcionalidades 
reservadas. 
El bus SWD sirve para cargar el programa del firmware en el Microcontrolador, debugar. 
Se conecta desde la placa de evaluación del microcontrolador al sistema embebido 
mediante un conector de 6 pines que incorpora la opción de reset: Vcc, GND, SWCLK, 
SWDIO, SWO y RESET. A la señal de reset del firmware, se le ha añadido un selector, 
que permite activarlo de forma externa; así como una resistencia pull-up y un filtro anti 
rebotes formado por un condensador y una resistencia en paralelo. El esquema se 
muestra en la figura 19.  
 
Figura 19. Esquema Conector Programación. 
El esquema de conexión del bus CAN (figura 20) está formado por el transceptor, una 
resistencia de final de línea y el conector hembra DB9. El transceptor CAN seleccionado 
es el modelo SN65HVD130 de Texas Instruments, convierte las señales CANH y CANL 
del bus a señales Tx y Rx compatibles con el Microcontrolador, opera a 3.3V, presenta 
protecciones térmicas y frente a electricidad estática y bajo consumo en modos Standby 
y Sleep. La resistencia de final de línea es parte de las especificaciones del bus CAN, y 
debe ser soldada sólo cuando se configure el sistema como final de línea de la red.  
 




El esquema del bus USB, mostrado en la figura 21, contiene, aparte del conector, dos 





Figura 21. Esquema Etapa USB. 
 
 
Se ha utilizado el conector Mini USB B, por su tamaño y uso común en la actualidad. La 
carcasa del conector se conecta a masa mediante una ferrita en serie para cada soporte, 
evitando la degradación de las señales. 
El filtro EMI (Electromagnetic Interference) también evita interferencias que puedan 
perjudicar las señales de datos, se coloca en serie en las señales de datos USB_DM y 
USB_DP, entre el microcontrolador y el conector. El filtro utilizado es el modelo 
USBUF01P6 de STMicroelectronics; interiormente contiene un juego de filtros RC para 
cada señal y diodos Zener inversamente conectados a masa en cada pin de señal. 
Para que el bus sea detectado por el ordenador, se necesita un pico inicial de corriente 
en la alimentación (señal USB_VBUS), motivo por el cual es necesario el interruptor de 
potencia. El pico lo habilita el microcontrolador a través de la señal 
USB_POWERSWITCH. El modelo utilizado es el STMPS2151STR de 
STMicroelectronics. Además, el interruptor proporciona también un aviso de sobre 
corriente que se transmite al microcontrolador por la señal USB_OVERCURRENT.  
Para indicar la alimentación del bus y el error de sobre corriente de forma visual, se ha 






La etapa de Ethernet se compone del transceptor, del filtro de corte de interferencias y 
del conector RJ-45. El diagrama de conexión del transceptor se muestra en la figura 22 y, 
el del filtro y el conector, en la figura 23. 
 
Figura 22. Esquema Transceiver Ethernet. 
 
El transceptor utilizado es el modelo de un canal DP83848 de Texas Instruments; 
dispone de modos de bajo consumo. Para ahorrar número de pines del Microcontrolador, 
se ha optado por utilizar el estándar MII (Media Independent Interface) de Ethernet, que 
es adecuado para trabajar con Fast Ethernet, esto es, velocidades de hasta 100Mbps. 
El estándar MII incluye las siguientes señales de comunicación con el Microcontrolador: 
 
• ETH_MDC. Management Data Clock. 
• ETH_MDIO: Management Data Input / Output. 
• ETH_Tx_EN: Transmission Enable. 
• ETH_Tx_D0 y ETH_Tx_D1: Transmission Data. 
• ETH_Rx_D0 y ETH_Rx_D1: Reception Data. 
• ETH_CRS_DV: Valid Data indicator. 
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El transceptor se encarga de convertir las señales del estándar MII en las señales 
diferenciales RJ45_TD+, RJ45_TD-, RJ45_RD+ y RJ45_RD- de transmisión y recepción 
del bus. Aparte, proporciona tres señales indicando el estado del enlace 
(RJ45_LINK_LED), la velocidad (RJ45_SPEED_LED) y la presencia de datos en el bus 
(RJ45_ACT_LED). Estas señales se utilizan como indicadores externos a través de leds.  
 
Para los indicadores de enlace y velocidad, se utilizan los propios leds ya integrados en 
el conector RJ-45 de color verde y amarillo respectivamente; mientras que para el 
indicador de datos se dispone de un led extra de color rojo. Los contactos de la carcasa 
del conector, se conectan a la masa del sistema a través de dos ferritas de protección. 
 
El filtro de corte de interferencias se sitúa entre el tranceptor y el conector RJ-45 para 
eliminar las interferencias que puedan haber en las señales de trasmisión y recepción. 
 
 
Figura 23. Esquema Conector Ethernet. 
 
La etapa de comunicación se complementa con el conector auxiliar, donde se disponen 
las señales de las funcionalidades actualmente no utilizadas, esto es, los módulos de 
conversión analógico-digital y digital-analógico, el bus serie y el acceso a los 




Figura 24. Esquema Conector Auxiliar. 
 
3.1.3 Etapa de potencia. 
 
La etapa de potencia comprende un controlador para cada motor y los conectores de 
estos, en las figura 26 se muestra la conexión del controlador para el motor 1, y la figura 
27, los conectores de los motores. 
El controlador seleccionado es el modelo L6474H, de STMicroelectronics. Está diseñado 
para operar con motores paso a paso bipolares desde 8V a 45V, con una corriente 
nominal de 3A. Dispone de 2 puentes en H y conexión SPI para su configuración. 
Implementa algoritmos propios de control inteligente de corriente, cuyos parámetros son 
programables. De la misma manera, se puede configurar el slew-rate de los mosfets que 
forman el puente en H. Como características adicionales, dispone de contadores de 
posición, microstepping, oscilador interno, sensor de temperatura, sensor de corriente, 
detección de sobre corriente, bloqueo por reducción de voltaje, reset, modo standby, 
convertidor analógico-digital integrado y un regulador interno de voltaje.  
Con el fin de ahorrar pines en el Microcontrolador, los dos controladores se conectan 
como esclavos en modo Daisy Chain, compartiendo el bus de datos en cadena. La salida 
de datos del Microcontrolador (MOSI) se conecta con la entrada del Driver M1 (SDI), la 
salida de datos del Driver M1 (SDO) se conecta a la entrada de datos del Driver M2 
(SDI) y la salida de datos del Driver M2 (SDO) se conecta a la entrada de datos del 
Microcontrolador (MISO), cerrando el circuito de datos. De esta forma, el dato que el 
Microcontrolador envíe al Driver M2, circulará primero por el Driver M1 y, de forma 
análoga, el dato que envíe el Driver M1 al Microcontrolador, circulara primero por el 
Driver M1. Las líneas de datos se muestran en color negro en la figura 25. Las líneas 
NSS (color azul) de activación de datos y SCK (color verde) de sincronización de datos, 
son compartidas en paralelo por los dos esclavos. 
Aparte del bus SPI, con el Microcontrolador se conectan las señales STCK, DIR, STDBY, 
SYNC y /FLAG. Cada vez que el Driver recibe un pulso en la señal STCK, hace girar el 
motor un paso en la dirección indicada por DIR, donde un '1' y un '0' indican CW o CCW. 
La señal STDBY permite poner el driver en este modo. SYNC es una salida para 
sincronización de movimientos con otros motores, y /FLAG se cortocircuita a masa 
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cuando ocurre uno de los avisos de error del Driver: salida de stand-by, detección de 
sobrecorriente, aviso de temperatura alta o desconexión a causa de ésta, evento de 
encendido o comando SPI incorrecto o no ejecutado. Por este motivo el sentido del led 
externo indicador aparece invertido 
 
Figura 25. Conexión en Daisy Chain. 
El controlador también dispone de una entrada analógica, del cual se guarda su valor 
digital convertido. Esta entrada se ha dejado disponible en el conector auxiliar, para 
futuras funcionalidades. Finalmente, los pines OUTxx son las cuatro salidas de potencia 
para el conexionado de los motores. 
 












El firmware se está elaborado en lenguaje C. Se utilizó el IDE Atollic TrueStudio, 
hasta que el tamaño de código fue mayor que el permitido por la licencia de 
evaluación; después se migró al IDE Cocoox, con licencia libre sin límite de 
código. Para flashear y debugar  el microcontrolador  se utilizó la placa de 
evaluación de STMicroelectronics STM32F4-Discovery. 
3.2.1 Proceso. 
El código implementado está basado en la gestión de Órdenes de Trabajo.Cada 
orden de trabajo es una matriz. Los campos se muestran en la tabla 6. Los 
campos Client y Action informan del origen de la orden de trabajo y acción 
demandada, respectivamente. Si se desea posicionar la fibra, los campos 
StepTargetM1 y StepTargetM2 indican el número de pasos asignados a cada 
motor. Si se desea configurar o leer algún parámetro de uno de los controladores 
se los motores, los campos  SPICommand y SPIValue contienen los valores 
correspondientes para enviar el  mensaje SPI al driver indicado en el campo 
Action. 
 
Dato Tipo Descripción 
Client Entero 1Byte Bus origen de la orden de trabajo. 
Action Entero 1Byte Acción a realizar. 
Aux Entero 2Bytes Reservado para ampliaciones. 
StepTargetM1 Entero 4Bytes Número de pasos del Motor1. 
StepTargetM2 Entero 4Bytes Número de pasos del Motor2. 
SPICommand Entero 1Byte Comando para el Driver. 
SPIValue Entero 4Bytes Valor del comando para el Driver. 
Tabla 6. Matriz de Orden de Trabajo. 
 
El corazón del proceso es un buffer circular donde se almacenan las órdenes 
nuevas y se ejecutan las órdenes de trabajo existentes. 
Hay tres tareas independientes que tratan con el buffer. Por un lado, la tarea 
principal, Manager, se encarga de ejecutar cada orden de trabajo. Por otro lado, 
dos interrupciones, provenientes de mensajes a través de los buses CAN y USB 
respectivamente, generan las órdenes de trabajo.  
 
El esquema del buffer circular se muestra en figura 28. Las interrupciones CAN y 
USB, al recibir un mensaje desde su bus, rellenan una orden de trabajo con la 
petición y desplazan el índice de escritura una posición. Cuando hay alguna 
orden de trabajo disponible, el Manager la ejecuta y desplaza una posición el 
índice de lectura. 
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Figura 28. Buffer circular de órdenes de trabajo. 
El funcionamiento general del código se muestra en la figura 29. Tras las 
configuraciones iniciales del microcontrolador (reloj, puertos, buses), el sistema 
entra en un bucle infinito en el cuál se verifica si hay alguna orden de trabajo 
disponible, si la hubiera, es ejecutada por el Manager, quien contesta al por el 
bus emisor de la orden de trabajo informando del resultado.  
 
Figura 29. Algoritmo principal del firmware. 
Este bucle principal se interrumpe temporalmente cuando el microcontrolador 
recibe un mensaje del exterior, entonces se ejecuta la interrupción 
correspondiente CAN o USB. Cada interrupción descodifica el mensaje recibido y 
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genera la orden de trabajo. El algoritmo general de las interrupciones se muestra 
en la figura 30. 
 
 
Figura 30. Algoritmos interrupciones del firmare. 
Cuando el sistema detecta en el buffer una orden de trabajo no ejecutada, el 
Manager lee la orden, la procesa según su naturaleza, y comunica el resultado. 
en el caso que la petición sea de posicionamiento, se mueven los motores 
afectados; en el caso que se desee configurar o leer algún parámetro de alguno 
de los controladores de los motores, se envía el mensaje por el bus SPI, y se lee 
la respuesta del driver.  
 
 





El firmware se estructura en la aplicación creada y las librerías de apoyo 
utilizadas. La arquitectura se muestra en la figura 32. 
La aplicación se ha dividido en cinco módulos: Main, Config, Manager, Action y 
Auxiliar. El módulo Main contiene el bucle infinito principal. El Módulo Config 
contiene las funciones utilizadas para la configuración del microcontrolador. El 
módulo Manager contiene las funciones relacionadas con la gestión de las 
órdenes de trabajo: escritura, lectura y ejecución y respuesta. El módulo Action es 
un módulo de apoyo al Manager, contiene las funciones de apoyo al movimiento 
del motor y de apoyo a la comunicación con los controladores de los motores. 
La aplicación se apoya en cinco librerías. Las librerías CMSIS y STM32F4xx son 
propias del funcionamiento interno del microcontrolador. La librería Standard 
Peripherial Driver contiene funciones de apoyo para la configuración de los 
registros relativos a los módulos del microcontrolador; en este firmware se utilizan 
los módulos CAN, GPIO, SPI, RCC. Finalmente, las librerías USB Device y USB 
OTG Driver contienen funciones de apoyo para la configuración, la lectura y la 








En la tabla 7 se muestra en detalle las funciones del módulo de configuración, 
utilizadas para preparar los relojes del microcontrolador, los puertos de entrada y 
salida, los buses USB, SPI y CAN y las interrupciones asociadas a los buses USB 
y CAN. 
Función Retorno Argumentos Tipo Descripción 
RCC_Config - 
- - 
Configura los relojes. 
GPIO_Config - - 
- 
Configura los puertos de entrada y salida. 
USB_Config - 
- - 
Configura el bus OTG-USB. 
SPI3_Config - - 
- 
Configura el bus SPI3. 
CAN_Config - 
- - 
Configura el bus CAN. 
NVIC_Config - - 
- 
Configura el vector de interrupciones. 
Init_RxMes - CanRxMsg Estructura Inicializa el mensaje de recepción del bus CAN. 
Init_TxMes - CanTxMsg Estructura Inicializa el mensaje de transmisión del bus CAN. 
Tabla 7. Funciones del módulo Config. 
En la tabla 8 se muestra el detalle de las funciones del módulo Manager, éstas se 
encargan la generación de órdenes de trabajo de los buses, el procesado y la 
ejecución de las órdenes de stop, movimiento y comunicación con los 
controladores de los motores. 
 
Función Retorno Argumentos Tipo Descripción 
Usbd_cdc_vcp.h - Buf Puntero 1Byte Recibe mensaje por bus USB. 
Len Entero 4Bytes 
GenerateUSBWorkOrder - - - Genera Órden de Trabajo en Buffer, según petición 
desde mensaje USB. 
GenerateCANWorkOrder - - - Genera Órden de Trabajo en Buffer, según petición 
desde mensaje CAN. 
WorkOrderPending Entero 1Byte - - Devuelve el puntero de lectura si hay una Órden de 
Trabajo pendiente. 
ProcessWorkOrder - 
index Entero 1Byte 
Procesa la Órden de Trabajo indicada en el índice 
Motion - StepsM1 Entero 4Bytes Mueve los motores, los pasos indiicados en el 
sentido indicado 
DirM1 Entero 1Byte 
StepsM2 Entero 4Bytes 
DirM2 Entero 1Byte 
Stop - Motor Entero 1Byte Para el movimiento del motor indicado 
sendMessage 
- 
Client Entero 1Byte 
Envía un mensaje por el BUS indicado (CAN o USB) 
MessageFeedBack Entero 8Bytes 
Tabla 8. Funciones del módulo Manager. 
En la tabla 9 se muestra el detalle de las funciones del módulo Action, éstas se 
encargan de inicializar los drivers, enviar y recibir mensajes por el bus SPI y 





Función Retorno Argumentos Tipo Descripción 
DriversInit - 
- - 
Inicializa los controladores de los motores. 
SPI3_send Entero 
2Bytes data Entero 2Bytes 
Envía 16bits por el bus SPI y devuelve la lectura. 
SendDriverCommand Entero 
4Bytes 
Receiver Entero 1Byte Envía un comando y su valor al controlador 
escogido. 
Command Entero 1Byte 
Value Entero 4Bytes 
Step - Motor Entero 1Byte Mueve el motor indicado, los pasos indicados, en la 
dirección indicada. 
Dir Entero 1Byte 
Steps Entero 4Bytes 
Tabla 9. Funciones del módulo Action. 
Finalmente, las funciones existentes en el módulo auxiliar, se muestran en la 
tabla 20. 
 
Función Retorno Argumentos Tipo Descripción 
Delay - nTick Entero 4Bytes Bucle de espera. 
wait - nCount Entero Bucle de espera. 
Tabla 10. Funciones del módulo Aux. 
3.2.3 Comunicaciones. 
 La parte más compleja del firmware es la implementación de las comunicaciones. 
 Como bien se ha ido explicando, se utilizan tres buses: CAN y USB para 
 comunicación con el exterior, y SPI para comunicación con los controladores de  los 
motores. A continuación se explican los detalles del diseño de estos tres. 
3.2.3.1 Buses CAN y USB. 
Para la plena compatibilización de los mensajes CAN y USB, y con el fin que, se 
pueda introducir en la red CAN un mensaje enviado por USB desde un ordenador 
conectado al sistema embebido, se ha diseñado la trama USB teniendo en cuenta 
la estructura propia de los mensajes; añadiendo el campo CANID. 
La estructura de la trama diseñada para el bus USB se muestra en la tabla 11. 
Aparte del comentado campo CANID, consta de un campo de longitud de 
mensaje, y del campo FW que indica que, el mensaje recibido por USB debe 





Info  Message 
 
B8 B7 B6 B5 B4 B3 B2 B1 B0 
Param FW / Message Length / CANID Action aux #steps / command + param 
Lenght [b15]   /   [b14..b12]   /   [b11..b0] 1B 2B 1B/4B 




El mensaje es el mismo tanto para el bus USB como para el bus CAN, tiene una 
longitud de 7 Bytes.  
El mensaje de recepción se compone de los campos Action, Aux y 
Steps/Command: 
• Action (1 Byte): Indica la acción a realizar.  
• Aux (2Bytes): Disponible para futuras funcionalidades. 
• Steps/Command (4 Bytes): Su contenido varía según la acción. Si se 
demanda el movimiento de un motor, los 4 bytes indican el número de 
pasos. Si se demanda el movimiento de 2 motores, los 2 Bytes de mayor 
peso indican los pasos correspondientes al primer motor; y los 2 Bytes de 
menor peso, los pasos correspondientes al segundo motor. Si se 
demanda enviar un comando al controlador de un motor, el Byte de mayor 
peso indica el comando y los tres Bytes de menor peso, los parámetros. 
El mensaje de transmisión es una respuesta a la petición recibida en el mensaje 
de recepción. Se compone de los campos Action (1 Byte). Si la acción es una 
comunicación con uno de los controladores de los motores, contiene 
adicionalmente el comando enviado (1 Byte)  y los datos recibidos del controlador 
del motor (3 Bytes.): 
• Action (1 Byte): Indica la acción realizada.  
• Command (1Byte): Comando enviado al controlador del motor. 
• Param (3 Bytes): Respuesta recibida del controlador del motor. 
En las tablas 12 y 13 se muestra los valores de la codificación del campo Action, 




1 SPI M1 
2 SPI M2 
3 SPI M1 y M2 
4 NOP 
5 STOP M1 
6 STOP M2 
7 STOP M1 y M2 
8 CW M1 y CCW M2 
9 CW M1 
10 CW M2 
11 CW M1 y M2 
12 CCW M1 y CW M2 
13 CCW M1 
14 CCW M2 
15 CCW M1 y M2 




En recepción, los valores del 1 al 3 solicitan enviar un comando al controlador 1 o 2 o el 
mismo comando a los dos controladores; el valor 4 indica no realizar ninguna acción; los 
valores del 5 al 7 indican parar uno de los dos motores o ambos; los valores del 8 al 15 
indican mover un motor o ambos en sentido horarios (CW) o anti horario (CCW).  
En transmisión, se utilizan los mismos valores sumando 64; esto es, con el segundo bit 
de mayor peso activo. De esta forma, los valores 65 y 66 indican el comando enviado y 
la respuesta recibida del controlador del motor correspondiente; y los valores del 69 al 79, 
la acción realizada. 
Code Action 
64 RESERVED 
65 SPI M1 
66 SPI M2 
68 NOP 
69 STOP M1 
70 STOP M2 
71 STOP M1 y M2 
72 CW M1 y CCW M2 
73 CW M1 
74 CW M2 
75 CW M1 y M2 
76 CCW M1 y CW M2 
77 CCW M1 
78 CCW M2 
79 CCW M1 y M2 
Tabla 13. Codificación del campo Action (transmisión). 
Para la gestión de los mensajes de ambas comunicaciones, se disponen dos estructuras, 
una para CAN y otra para USB,  con los campos correspondientes; mostradas en las 
tablas 14 y 15. 
Dato Tipo Descripción 
Frame Lenght Entero 1Byte Longitud de la trama 
Message Lenght Entero 1Byte Longitud del mensaje 
FWtoCAN unsigned Indicador reenvío mensaje a bus CAN 
CANID Entero 4Bytes Identificador CAN 
Action Entero 1Byte Acción a realizar 
Frame USB Struct 9Bytes Trama USB completa 
Tabla 14. Datos USB. 
Dato Tipo Descripción 
StdId Entero 4Bytes Longitud de la trama 
ExtId Entero 4Bytes Longitud del mensaje 
IDE Entero 1Byte Identificador CAN 
DLC Entero 1Byte Acción a realizar 
FMI Entero 1Byte Trama USB completa 
Data Struct 8 Bytes Mensaje 
Tabla 15. Datos CAN. 
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3.2.3.2 BUS SPI 
 
Figura 33. Esquema de comunicación SPI en Daisy Chain. 
Como se indicó en la descripción del hardware, el bus SPI de los controladores 
de los motores se conecta al microcontrolador en modo Daisy Chain. En esta 
estructura, al viajar los datos por ambos controladores independientemente del 
controlador con el que se establezca la comunicación, requiere de una función 
específica de envío que varíe el posicionamiento de datos según el esclavo con el 
que se establezca la comunicación. 
Primero conviene entender el funcionamiento del bus en el modo Daisy Chain, el 
esquema de la figura 33 facilita su comprensión. El puerto SPI del 
microcontrolador es de 16 bits, mientras el puerto de cada controlador es de 8 
bits. Primero, se colocan 16 bits en el registro del puerto de salida SDO del 
microcontrolador, que ejerce de maestro. Con el bit NSS en valor alto, estos 16 
bits circulan en serie. Los ocho bits de menor peso (amarillo) circulan 
traspasando los registro de entrada SDI y salida SDO del controlador 1 hasta 
posicionarse en el registro de entrada SDI del controlador 2. Los ocho bits de 
mayor peso (azul) se posicionan en el registro de entrada SDI del primer 
controlador. En este momento, el bit NSS pasa a valor bajo, indicando acción de 
escritura. Los controladores procesan los valores de sus registros de entrada SDI 
(azul y amarillo) y escriben la respuesta en sus registros de salida SDO (verde y 
rojo). El bit NSS cambia a valor alto. El Byte de salida del controlador 1 (verde) 
circulan a través de la entrada SDI y  la salida SDO del controlador 2 hasta 
posicionarse en el Byte de mayor peso del registro de entrada del 
microcontrolador. Los Byte de salida del controlador 2 (rojo) se posiciona en el 
byte de menor peso del registro de entrada del microcontrolador. Al cambiar el bit 
NSS a valor bajo, el microcontrolador lee su registro de entrada SDI. 
Para evitar sobre escribir los datos de ambos controladores, se debe realizar la 
comunicación en ciclos separados con cada uno. Se ha de tener en cuenta que, 
cuando el microcontrolador se comunique con el primer controlador, escribirá y 
leerá el byte de datos en la parte alta de su registro; mientras que, cuando se 
comunique con el segundo controlador, lo hará utilizando el byte de menor peso 
de sus registros. La función que implementa este comportamiento en el código es  
"SendDriverCommand" implementada en el módulo action. 
Microcontrolador










3.3 Human Interface Machine 
La interfaz externa para el usuario se ha diseñado sobre LabVIEW.  
3.3.1 Interfaz de Usuario. 
La interfaz de usuario permite interactuar con el sistema embebido a través de los 
buses CAN y USB.   
Se compone de dos modos: Motion y Config. El modo Motion permite posicionar 
las fibras en el plano (x,y); el modo Config permite son consultar y modificar la 
configuración interna de los controladores de los motores. En las figuras 34 y 35 
se muestra la interfaz para la selección de los modos Motion y Config, 
respectivamente. 
La parte superior se compone del botón STOP de finalización de la aplicación, el 
menú desplegable de selección del bus de comunicación (CAN / USB), el 
indicador STATUS de disponibilidad del bus seleccionado, el botón CONNECT de 
conexión y desconexión del bus seleccionado y el campo de selección del fichero 
de configuración de menús.  
El fichero de configuración de menús, es un fichero externo en formato CVS que 
contiene los comandos SPI del controlador de los motores y los valores de los 
parámetros seleccionables para cada comando. Se utiliza para configurar el 
menú de selección de comandos del modo command y descodificar los valores 
leídos en el bus, para mostrarlos juntos con su magnitud. De esta forma, si se 
cambiase de modelo de controlador, no habría que rediseñar la aplicación; 
bastaría con crear el fichero CVS adecuado. 
La parte derecha contiene el historial de mensajes enviados y recibidos, así 
como,específicamente, el último mensaje recibido y el próximo mensaje a enviar 
en caso de ejecutar una acción, según la configuración escogida. 
Un nivel más abajo de la parte superior se encuentra el menú desplegable de 
selección de modo MOTION o CONFIG; el campo CANID del mensaje a enviar; 
el selector FORWARD to CAN disponible para el bus USB, y que solicita que, en 
vez de realizar la acción, el sistema embebido introduzca el mensaje generado 
recibido en la red CAN; y el campo y el botón FORCE FRAME, que permiten 
introducir directamente un mensaje en este campo y enviarlo, sin que tenga una 
acción asociada. Éste último campo es necesario para el uso correcto del 
adaptador CANUSB, ya que, previamente a su uso, se debe configurar la 
velocidad del bus y abrir el puerto mediante el envío de comandos por el puerto 
serie. 
La parte central varía según el modo MOTION o CONFIG seleccionado. 
En el modo MOTION, la parte central se divide en tres bloques. Sobre estos tres 
bloques se encuentran los botones  MOVE, STOP M1, STOP M2 y STOP ALL, 
que permiten ejecutar la acción de posicionamiento de las fibras, o las acciones 
de emergencia parar el primer motor, parar el segundo motor o parar ambos.  
En el bloque superior izquierdo el usuario indica la posición inicial de la fibra y la 
posición objetivo, en el plano (x,y).  
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En el bloque inferior, el usuario introduce los parámetros de los motores y el 
sistema; esto es, la longitud de cada eje del sistema, L1 y L2 (ver figura 44 en el 
apartado 3.3.4), los grados de desplazamiento del motor por cada paso de éste y 
el tiempo que tarda el motor en realizar un paso.  
Finalmente, en el bloque superior derecho, según los datos introducidos por el 
usuario en los dos bloques anteriores, la aplicación indica los pasos asignados a 
cada motor y la dirección de giro; así como el tiempo que tardará en realizarse el 
posicionamiento.  
En el caso que los datos introducidos resultasen una posición fuera de rango, no 
alcanzable por el sistema, se activa el indicador OUT OF RANGE.  
Para realizar el posicionamiento, el usuario deberá pulsar el botón MOVE.  
 
 
Figura 34. Interfaz de Usuario HMI Modo Motion. 
 
El modo command, figura 35, permite seleccionar los comandos SPI disponibles 
por los controladores de los motores. Según la selección, se muestran las casillas 
correspondientes a los parámetros del comando, de escritura o lectura. Los 
botones sendM1, sendM2 y sendBoth permiten enviar el mensaje al controlador 
del primer motor, del segundo o a ambos.  En el caso de la figura 35, el comando 
seleccionado es "GET TVAL" que muestra el valor de la corriente configurada en 
el controlador; como se puede ver en el campo sent, previamente se ejecutó la 
petición sobre el primer motor (0D18 0001 2900 0000), el sistema recibió la 
respuesta (campo received) y, tras descodificarla, mostró en el campo "Reference 




Figura 35. Interfaz de Usuario HMI. Modo Command. 
La parte inferior contiene la ruta del fichero de registro. El fichero puede ser uno 
existente sobre el que se añadirán los nuevos registros o uno nuevo que el propio 
interfaz se encarga de crear. En la figura 36 se observa una muestra del fichero 
de registro generado. Cada línea corresponde a una acción de envío o recepción. 
Los campos que contienen son: Fecha y hora, bus de transmisión, modo de 
transmisión (recepción o transmisión ) y datos transmitidos por el bus. 
 
 
Figura 36. Fichero de registro HMI. 
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3.3.2 Diseño 
El diseño de la aplicación está basado en una máquina de estados, mostrada en 
la figura 37, formada por seis estados: 
• Inicialización: Carga los menús de selección a través del fichero de 
configuración, abre la escritura del fichero de registro e inicializa todas las 
variables de la aplicación. 
• Desconexión: Permite seleccionar el bus de transmisión. 
• Conectando: Establece la comunicación por el bus seleccionado. 
• Conectado: Permite al usuario enviar datos por el bus. Recibe, procesa 
los datos recibidos, y actualiza los datos presentados. 
• Desconectando: Cierra la comunicación del bus abierto. 
• Finalización: Cierra la escritura del fichero de registro y actualiza la 
configuración de visualización del sistema en modo off. 
 
 
Figura 37. Máquina de estados HMI. 
El proceso de lectura de datos del bus, mostrado en la figura 38, se compone de 
cuatro fases consecutivas. La primera fase recibe a través del bus serie una 
trama en formato de cadena de caracteres. En la segunda fase se desempaqueta 
la trama, extrayendo el mensaje convertido en una serie de Bytes.  La tercera 
fase descodifica progresivamente el mensaje, según la acción indicada en éste 
para, en la cuarta fase presentar los datos. 
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Figura 38. Proceso de lectura HMI. 
El proceso de escritura de datos del bus es análogo al de lectura; se muestra en 
la figura 39. Primero se obtienen los datos introducidos por el usuario, en formato 
de clúster.  Los campos del clúster se muestran en la figura 40. El siguiente paso 
consiste en codificar el mensaje en un serie de bytes. Después se empaqueta el 
mensaje en la trama, introduciendo el Identificador CAN y longitud, y convirtiendo 
toda ésta en una cadena de caracteres lista para enviar por el puerto serie 
 
Figura 39. Proceso de escritura HMI. 
 
Los campos del clúster de datos corresponden a la acción demandada; los pasos 
asignados a cada motor, o el campo Steps, de tamaño mayor, cuando sólo debe 
girar un motor; el campo Command  y B2,B1 y B0 para indicar el comando y los 
tres bytes con el contenido de los parámetros correspondientes de envío al 
controlador del motor. Además, contiene el campo  Aux reservado para futuras 
funcionalidades. 
 
Figura 40. Clúster de datos de envío del HMI. 
Durante la transmisión de datos a través del bus CAN,  para el empaquetado y 
desempaquetado se debe seguir el formato indicado por LAWICEL, fabricante del 
dispositivo. Tanto en la recepción como en el envío de datos, al mensaje le 
precede  el caracter 't', un byte indicando la longitud y dos bytes con el 
identificador CAN. Al transmitir correctamente una trama por el bus, el adaptador 
devuelve el caracter 'z' que el HMI debe descartar. Este formato es visible en el 







En la arquitectura de la aplicación se distinguen tres módulos, mostrados en la 
figura 42. El módulo principal contiene la máquina de estados y el proceso 
general, apoyándose en instrumentos virtuales de los otros dos módulos para 
implementar las comunicaciones y los cálculos de posición y movimiento. 
 
 
Figura 41. Estructura del HMI. 
 En la figura 43 se muestra, en forma de árbol, la totalidad de instrumentos 
virtuales diseñados y cómo se relacionan. Los colores se corresponden con los 
módulos  donde se integra cada instrumento virtual, según la figura 42. 
 
Figura 42. Árbol de Instrumentos Virtuales del HMI. 
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 La función de los instrumentos virtuales de cada módulo, así como los datos de 
entrada que procesan y los datos de salida que ofrecen, se muestra en las tablas 
16, 17 y 18, mostradas a continuación. 
 
VI Entradas Salidas Descripción 
MegaraStateMachine - 
- 
Instrumento principal. Interfaz de Usuario. 
DiffInverseKinematics L1 alfa Calcula los ángulos alfa y beta de desplazamiento a 
partir de las posiciones objetivo e iniciales. L2 beta 
Xtarget OutOfRange 
Ytarget 
  Xinitial 
Yinitial 
InverseKinematics X gamma Calcula los ángulos en grados o radianes de 
posicionamiento de dos brazos robóticos en 
función de las coordenadas de la posición. Y alfa 
L1 beta 
L2 OutOfRange 
rad/deg   
Tabla 16. Instrumentos virtuales del módulo principal. 
 
 
VI Entradas Salidas Descripción 
ReadData VISA resource Data Read Lee un mensaje de datos por el bus serie 
Error in Last Data Read 
  VISA resource 
Error out 
DecapsuleDataReceived input string OutputByteArray Convierte la cadena de caracteres recibida en Bytes 
de datos. BUS CANID 
DecodeReception File Path Output Message Convierte los Bytes recibidos en un mensaje de 
presentación en función de un fichero de 
equivalencias. Input string 
CreateMessage DataIN Message Crea un mensaje a partir de los campos de éste. 
EncapsuleDataToSend Message Frame Crea un frame de envío a partir del mensaje y los 
campos del frame. CAN ID 




Message Frame Adapta un mensaje CAN para que sea compatible 
con el adaptador CANUSB. CAN ID   
WriteData Do VISA resource Envía un mensaje de datos por el bus serie 
Data  Error out 
VISA resource   
Error in 




VI Entradas Salidas Descripción 
AngleOptimization input angle output angle Devuelve el ángulo equivalente entre 0 y 360 
grados o entre -180 y 180 grados, según selección, 
de un ángulo. rad/deg   
Only Positive 




deg/stepsM2   
ShowMotion M1 StepsM1 Muestra el número de pasos, sentido horario y 






  CCWM2 
t 
LookUpTableFromCSVFileByTitle File path Output En un fichero CVS, dentro de una determinada 
columna titulada , devuelve el valor contenido en la 
fila que coincide con la fila que contiene el valor de 
otra columna titulada. 
Input   
Input Column Title 
Output Column 
Title 
LookUpTable  Input Output Devuelve el valor una celda en una columna de una 
tabla, cuya fila coincide con la fila del valor en otra 
columna de la misma tabla. 
Input column   
Table 
Out column 
AddToLog Suffix refnum out Añade una fila de registro de datos a un fichero de 
texto, personalizado con el bus de conexión y un 
sufijo de entrada. 
refnum in error out 
BUS   
Sent 
error in 
ConfigRingFromCSVFileTable File path Ring Control Cluster Devuelve los opciones de los campos de un menú 
de selección disponibles en un fichero de 
configuración. String Column Title   
Number Column 
Title 











Para calcular los grados que representa cada posición en el plano (x,y), se 
establece que la mecánica de posicionamiento de las fibras de Megara, formada 
por el brazo y la plataforma circular, es equivalente a un brazo robótico, tal como 
se muestra en la figura 44. 
 
Figura 43. Ángulos de posicionamiento. 
 
Puesto que el fin del proyecto es el diseño electrónico de un sistema embebido, y 
no realizar un estudio matemático del comportamiento de brazos robóticos, las 
ecuaciones de funcionamiento del brazo y el posicionamiento de un objeto se 
obtuvieron del documento, incluido en la bibliografía [27], Robotic Motion Planning, 
realizado por Howie Choset. Las ecuaciones se muestran a continuación, las 
variables guardan relación con los parámetros de la figura 44. 
 
 = cos# $%&#'#'''  (1) [27] 
( = 180 −     (2) [27] 
+ = sin# ' ./0123$%&  + 4546217, 93 (3) [27] 
 
Estas ecuaciones se implementan en el instrumento virtual InverseKinematics. El 
instrumento virtual DiffInverseKinematics calcula la diferencia entre la diferencia 
de ángulo entre posición de inicio y la final. El instrumento virtual 




Se ha implementado dos prototipos. En el primero, basado en las condiciones iniciales, 
sólo se cambió el microcontrolador. Disponía sólo del bus can, el bus USB no llegó a 
establecer comunicación debido a la carencia del interruptor de potencia. En el segundo 
prototipo se incluyó el interruptor de potencia del bus USB, se añadió la parte hardware 
del bus Ethernet y se cambiaron los controladores de los motores por controladores 
inteligentes controlados por SPI, específicos para optimizar el uso de la corriente; se 
añadieron los StepDown para evitar pérdidas de potencia, y se redistribuyeron los pines 
del Microcontrolador para disponer de las señales auxiliares, de cara a futuros usos. En 
el diseño de la PCB se obtuvo un tamaño reducido de la placa, casi mínimo (90x55mm) 
teniendo en cuenta los conectores y componentes que alberga. Estas modificaciones, 
por contra, han repercutido en desviaciones del tiempo inicialmente estimado.  
El prototipo final presenta las siguientes limitaciones. 
• Los motores utilizados deber ser tipo paso a paso de 12V o 24V, con intensidad 
de consumo máxima de 3A por motor.  
• El número máximo de pasos por motor está limitado al tamaño de 2 Bytes (65535 
pasos) cuando se deben mover los dos motores y al tamaño de 4 Bytes 
(4294967295 pasos) cuando se debe mover un solo motor.  
• El número máximo de órdenes de trabajo es configurable por código, el valor 
máximo del buffer es el tamaño de un Byte, esto es 255 órdenes de trabajo 
pendientes. 
 
El archivo de registro del HMI cumple con la función de test, mostrando el correcto 
funcionamiento de las comunicaciones entre el Microcontrolador, los Controladores de 
los motores y la aplicación de interfaz de usuario. En el anexo G se muestra un extracto 
que demuestra como para cada mensaje transmitido desde la interfaz de usuario, se 
recibe el mensaje correspondiente indicando el resultado de la petición; tanto para el bus 









CAN 33 33 100 % 
USB 101 101 100 % 
TOTAL 134 134 100 % 
Tabla 19. Resumen test de comunicación 
 
A modo de test SQA (Software Quality Assurement) se verificó uno a uno desde el HMI 
la correcta presentación de los parámetros de los controladores de los motores; 
barriendo todos los parámetros en ambos controladores, por medio de los buses CAN y 
USB. El resultado se muestra en la tabla 20. Cabe indicar que el test no fue correcto 
desde el inicio y sirvió para detectar algún bug a nivel del HMI. Finalmente, resuelto 






1   
Motor 
2   
CAN USB CAN USB 
Get ABS_POS √ √ √ √ 
Get EL_POS √ √ √ √ 
Get MARK √ √ √ √ 
Get TVAL √ √ √ √ 
Get T_FAST √ √ √ √ 
Get TON_MIN √ √ √ √ 
Get TOFF_MIN √ √ √ √ 
Get ADC_OUT √ √ √ √ 
Get OCD_TH √ √ √ √ 
Get STEP_MODE √ √ √ √ 
Get ALARM_EN √ √ √ √ 
Get CONFIG √ √ √ √ 
Get STATUS √ √ √ √ 
Tabla 20. Verificación comunicación Drivers. 
Para cada bobina, se realizaron medidas de las señales de activación de los motores, en 
la salida de los controladores, midiendo intensidad y corriente en ambos sentidos de giro. 
Se muestran las capturas obtenidas con el osciloscopio.  
De la figura 45 a la figura 52,  se muestran las medidas de tensión de las bobinas de un 
motor, tanto en sentido horario como en sentido antihorario. Las medidas del 
osciloscopio revelan una tensión de 13,3V a nivel alto de la señal cuadrada, que fue la 
alimentación aplicada al sistema embebido en el momento de la captura. También se 
aprecia la onda cuadrada perfecta, precisa y limpia, en la señal de las bobinas. 
Comparando las dos señales de cada gráfico, para ambos sentidos de giro, se puede ver 
la secuencia de activación de las bobinas. Se distingue como  el segundo contacto de la 
primera bobina 1B y el primer contacto de la segunda bobina 2A reciben señales 
desplazadas medio ciclo (figuras 45 y 49), modificando el campo magnético y haciendo 
girar el eje. El mismo efecto se observa comparando el segundo contacto de la segunda 
bobina 2B y el primer contacto de la primera bobina 1A (figuras 47 y 51). Al comparar las 
señales del primer contacto de cada bobina 1A y 2A (figuras 44 y 48) se observa como 
son opuestas, generando el campo magnético cada vez en un sentido. El mismo efecto 
se observa al comparar el segundo contacto de la primera bobina y el primer contacto de 
la segunda bobina 1B y 2A (figuras 46 y 50). 
 Figura 44. Tensión en bornes 1A y 2A con movimiento
Figura 45. Tensión en bornes 2A y 1B con movimiento
Figura 46. Tensión en bornes 1B y 2A con movimiento en sentido horario.












 Figura 48. Tensión en bornes 1A y 2A con movimiento en sentido antihorario.
Figura 49. Tensión en bornes 2A y 1B con movimiento en sentido antihorario.
Figura 50. Tensión en bornes 1B y 2B con movimiento en sentido antihorario.










 En las medidas correspondientes a la intensidad, mostradas de
figura 60, se aprecia la carga y la descarga de las bobinas 
de control de la intensidad propio del controlador 
observa un ciclo de carga y descarga acorde con el cambio de nivel alto y bajo de voltaje, 
como sería de esperar en una aplicación de este tipo. La ventaja del algoritmo del 
controlador es la distribución del aumento y 
forma, se evitan los movimientos bru
rotación del eje. Para aplicaciones donde el objeto a desplazar es delicado, como el caso 
de los espejos, es vital. De la misma forma, un movimiento lineal, no brusco, garantiza la 
precisión del paso y, por tanto, del posicionamiento del objeto. E
observa como la intensidad aumenta y disminuye cuatro veces por ciclo
de onda de la carga y la descarga varía en su recorrido, alcanzando el valor máximo y 
mínimo de corriente de forma más suave. Este comportamiento se visualiza tanto en 
sentido horario (figuras 53, 53, 54 y 55) como en sentido antihorario (figuras 56, 57, 58 y 
59) para cada bobina del motor. Por otro lado, la capturas también muestran las medidas 
de los valores máximos y medios de corriente. Los valores máximos varían
mA hasta 17 mA, fruto de la no idealidad del motor y la asimetría entre sus bobinas 
el propio PID del controlador integrado compensa; garantizando un movimiento suave y 
uniforme. De la misma forma, los valores medios, menores de 1mA, varían según la 
forma de onda. 
 
Figura 52. Intensidad en borne 1A con 
Figura 53. Intensidad en borne 1B con movimiento en sentido horario.
sde la figura 53 
según el algoritmo avanzado 
integrado utilizado.
de la disminución de corriente. De esta 
scos y se asegura el comportamiento lineal de 
n todos los gráficos 
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se 
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 Figura 54. Intensidad en borne 2A con movimiento en sentido horario.
Figura 55. Intensidad en borne 2B con movimiento en sentido horario.
Figura 56. Intensidad en borne 1A con movimiento en sentido antihorario.










 Figura 58. Intensidad en borne 2A con movimiento en sentido antihorario.








El coste de realización del proyecto se estima cercano a los 15.000 euros. En la 
tabla 18 se muestra el coste total, en el resto de tablas se detallan todas las 
partidas, divididas entre el coste de mano de obra, las licencias de software 
comercial utilizado, herramientas, el coste de fabricar una placa de circuito 
impreso, y el coste de los componentes de la placa electrónica. 
 
 




Tabla 22. Presupuesto Mano de Obra. 
 
 
Tabla 23. Presupuesto herramientas. 
 
 





MANO DE OBRA 13.600,00





Uds. Coste/u (€) Total
13.600,00
Horas x persona Coste/hora
320 20 320 20 6400
440 20 440 20 8800
680 20 680 20 13600
680 20 680 20 13600
Diseño del firmware.
Creación del entorno de trabajo.
Diseño del hardware.
Concepto
MANO DE OBRA SUBTOTAL
Concepto
Diseño del HMI.






LICENCIAS DE SOFTWARE Y HERRAMIENTAS SUBTOTAL
CANUSB
LabVIEW  (Aproximado amortización según uso en organización)
MENTOR GRAPHICS STUDENT (Aproximado amortización según uso en organización)










Tabla 25. Presupuesto componentes. Etapa de Alimentación. 
 
 
Uds. Coste/u (€) Total
107,72
30,975
RefDes Componente / Package Valor Descripción Cod. Farnell
CN2 Conector 24Vdc Conector 24Vdc 3704579 1 1,16 1,16
CN3 FUSETR5 PortaFusible 24Vdc 1437180 1 0,626 0,626
CN3b FUSETR5 Fusible 1A 24Vdc 529394 1 1,16 1,16
J2 Jumper 3x1 Selector 24Vdc 5V USB 159-3425 1 0,789 0,789
C41 C0805 10uF Cout 2320910 1 0,093 0,093
C42 C0805 22uF Cin 1135277 1 2,67 2,67
D1 Led Rojo Led 3.3V 1226390 1 0,268 0,268
R29 R 0603 500 R led 1858028 1 0,002 0,002
U9 AP117-3.3 LDO 3.3V 182591 1 0,009 0,009
C1 C0805 400pF Cf 2332701 1 0,153 0,153
C2 C0805 4.7nF Cc 2280666 1 0,082 0,082
C3 C 0805 220nF C3 1740667 1 0,206 0,206
C4 C0805 22uF 25V Cin C1+C2 1907510 1 2,04 2,04
C5 C 0805 44uF 6,3V Cout C4 1886100 1 1,46 1,46
D2 B5817WS-TP Diodo -Schottky 1924336 1 0,136 0,136
D4 1N1448-SMD Diodo 2295711 1 0,186 0,186
L1 Bobina 100uH 100uH L StepDown 1834450 1 2,11 2,11
R1 R0805 20K R1 1527615 1 0,0474 0,0474
R2 R0603 4K Rc 1887290 1 0,097 0,097
R3 R0805 63K4 R2 2094838 1 0,291 0,291
U1 ADP3050 StepDown 24V 5V 2074857 1 4,44 4,44
C18 C 0805 50V 4,7uF Cin2 2346923 1 0,119 0,119
C19 C 0805 50V 0,22uF Cin1 2332795 1 0,15 0,15
C23 C 0805 50V 4,7uF Cout   2346923 1 0,119 0,119
C7 C 0805 50V 0,1uF Cboot 2332750 1 0,459 0,459
CN7 FUSETR5 PortaFusible 24Vdc 1437180 1 0,626 0,626
CN7b FUSETR5 24V 3A Fusible 24V 3A M1 1596509 1 0,694 0,694
D6 B330A-13-F 30V 3A Diodo schottky 1843685 1 0,531 0,531
L2 MCBF730-470MU 47uH Inductor 1864284 1 0,849 0,849
R4 R 0805 22K Rtset 1469869 1 0,0251 0,0251
R6 R 0805 1K R2 9333711 1 0,0437 0,0437
R7 R 0805 28.7K R1 2094764 1 0,322 0,322
R9 R 0805 0K ESR 189-2932 1 0,217 0,217
U2 A8498 LDO 24V 1329621 1 2,32 2,32
C28 C 0805 50V 0,1uF Cboot 2332750 1 0,459 0,459
C31 C 0805 50V 4,7uF Cin2 2346923 1 0,119 0,119
C33 C 0805 50V 0,22uF Cin1 2332795 1 0,15 0,15
C34 C 0805 50V 4,7uF Cout   2346923 1 0,119 0,119
CN8 FUSETR5 PortaFusible 24Vdc 1437180 1 0,626 0,626
CN8b FUSETR5 24V 3A Fusible 24V 3A M2 1596509 1 0,694 0,694
D8 B330A-13-F 30V 3A Diodo schottky 1843685 1 0,531 0,531
L5 MCBF730-470MU 47uH Inductor 1864284 1 0,849 0,849
R10 R 0805 22K Rtset 1469869 1 0,0251 0,0251
R11 R 0805 1K R2 9333711 1 0,0437 0,0437
R12 R 0805 28.7K R1 2094764 1 0,322 0,322
R15 R 0805 0K ESR 189-2932 1 0,217 0,217







Tabla 26. Presupuesto componentes. Etapa de Potencia y Control. 
 
Uds. Coste/u (€) Total
107,72
22,3975
RefDes Componente / Package Valor Descripción Cod. Farnell
C10 C 0603 220nF 16V Cboot C1 2332680 1 0,173 0,173
C11 C 0603 100nF 50V C6 1301713 1 0,201 0,201
C12 C 0603 100nF 50V C7 1301713 1 0,201 0,201
C13 C 0603 100nF 50V C8 1301713 1 0,201 0,201
C14 C 1206 47uF 6.3V C2 1907351 1 1,06 1,06
C15 C 0603 10nF 50V C11 1740615 1 0,0935 0,0935
C16 C 0603 100 nF 6.3V C3 1886132 1 0,312 0,312
C17 C 1206 10uF 4V C4 Cddpol 2320910 1 0,093 0,093
C20 C 0603 100 nF 4V C5 Cod 1886132 1 0,312 0,312
C21 C 0603 3.3nF 4V C_adc_in 1572630 1 0,211 0,211
C6 UUX1J101MNL1GS 100uF 63V C9 1898746 1 0,45 0,45
C8 C 0603 100nF 50V C10 1301713 1 0,201 0,201
C9 C 0603 100nF 50V - 1301713 1 0,201 0,201
D5 LSQ976-Z Diodo 1226390 1 0,268 0,268
R5 R 0805 39K Rsync 1652993 1 0,0435 0,0435
R8 R 0805 470 Rflag 2333599 1 0,037 0,037
U3 BAV99 Dual diode 2069339 1 0,0406 0,0406
U4 L6474H Driver Motor 2309416 1 7,1 7,1
C22 C 0603 100 nF 4V C5 Cod 1886132 1 0,312 0,312
C24 C 0603 3.3nF 4V C_adc_in 1572630 1 0,211 0,211
C25 C 1206 10uF 4V C4 Cddpol 2320910 1 0,0933 0,0933
C26 C 0603 10nF 50V C11 1740615 1 0,0935 0,0935
C27 C 0603 220nF 16V Cboot C1 2332680 1 0,173 0,173
C29 C 0603 100 nF 6.3V C3 1886132 1 0,312 0,312
C30 C 1206 47uF 6.3V C2 1907351 1 1,06 1,06
C32 UUX1J101MNL1GS 100uF 63V C9 1898746 1 0,45 0,45
C35 C 0603 100nF 50V - 1301713 1 0,201 0,201
C36 C 0603 100nF 50V C10 1301713 1 0,201 0,201
C37 C 0603 100nF 50V C8 1301713 1 0,201 0,201
C38 C 0603 100nF 50V C7 1301713 1 0,201 0,201
C39 C 0603 100nF 50V C6 1301713 1 0,201 0,201
R13 R 0805 470 Rflag 2333599 1 0,037 0,037
R14 R 0805 39K Rsync 1652993 1 0,0435 0,0435
U5 BAV99 Dual diode 2069339 1 0,0406 0,0406
D7 LSQ976-Z Diodo 1226390 1 0,268 0,268
U6 L6474H Driver Motor 2309416 1 7,1 7,1
16,4461
RefDes Componente / Package Valor Descripción Cod. Farnell
C47 C 0603 1uF C Vdda 1288256 1 0,0541 0,0541
C48 C 0603 47uF C Vdd_4 165-8395 1 1 1
C49 C 0603 100nF C Vdd_1 1740612 1 0,217 0,217
C50 C 0603 22uF C Vcap_1 2354313 1 0,172 0,172
C51 C 0603 100nF C Vdd_2 1740612 1 0,217 0,217
C52 C 0603 100nF C Vdd_3 1740612 1 0,217 0,217
C53 C 0603 22uF C Vcap_2 2354313 1 0,172 0,172
U12 STM32F4 Microcontrolador 2064370 1 12,86 12,86
C45 C 0603 22 pF C extal 498543 1 0,0915 0,0915
C46 C 0603 22 pF C xtal 498543 1 0,0915 0,0915
R24 R 0603 220K R clock 923-8760 1 0,074 0,074









Tabla 27. Presupuesto componentes. Etapa de comunicaciones. 
 
  
Uds. Coste/u (€) Total
107,72
37,8983
RefDes Componente / Package Valor Descripción Cod. Farnell
C57 C 0603 100nF C nrst 1740612 1 0,217 0,217
CN1 M20-9980345 Conector SWD 1022230 1 0,58 0,58
J1 Jumper 3x1 Jumper SWD / Reset 159-3425 1 0,789 0,789
R33 R 0603 100K R nrst2 923-8727 1 0,074 0,074
R34 R 0603 100K R nrst1 923-8727 1 0,074 0,074
CN6 ADE9S-1A2N DB9 CAN 3417177 1 4,21 4,21
R25 R 0603 120 R can 2008333 1 0,0196 0,0196
U11 SN65HVD2320D CAN Transceiver 1103105 1 4,21 4,21
C40 C 0603 4.7uF C out usb powerswitch 1190110 1 0,608 0,608
C43 C 0603 10nF C in usb powerswitch 175-9003 1 0,073 0,073
C44 C 0603 10nF C vcc usb emc protect 175-9003 1 0,073 0,073
CN10 Mini USB B Mini USB B 1558179 1 2,2 2,2
D10 LSQ976-Z Led Overcurrent 1226390 1 0,268 0,268
D9 LGQ971 Led Vbus 1226372 1 0,135 0,135
L3 BLM21BB471SN1D Ferrita 1515633 1 0,15 0,15
L4 BLM21BB471SN1D Ferrita 1515633 1 0,15 0,15
L6 BLM21BB471SN1D Ferrita 1515633 1 0,15 0,15
L7 BLM21BB471SN1D Ferrita 1515633 1 0,15 0,15
L8 BLM21BB471SN1D Ferrita 1515633 1 0,15 0,15
R16 R 0603 620 R Led Overcurrent 2 1670173 1 0,237 0,237
R17 R 0603 47K R Led Overcurrent 1 2333548 1 0,037 0,037
R18 R 0603 1K R led Vbus 923-8484 1 0,0875 0,0875
R19 R 0603 10K R usb powerswitch 1697388 1 0,309 0,309
R20 R 0603 0 R Vcc usb power switch 189-2932 1 0,217 0,217
R21 R 0603 10 R D- 923-8247 1 0,074 0,074
R22 R 0603 10 R D+ 923-8247 1 0,074 0,074
R23 R 0603 10 R ID 923-8247 1 0,074 0,074
U10 USBUF01P6 USB EMC Protection 2341660 1 1,57 1,57
U8 SMTPS2151STR Power Switch USB 1842116 1 1,46 1,46
U13 DP83848CVV/NOPB Ethernet Transceiver 1685784 1 5,02 5,02
C54 C 0603 10nF C iovdd33_2 175-9003 1 0,073 0,073
C55 C 0603 10nF C iovdd33_1 175-9003 1 0,073 0,073
C56 C 0603 10nF C avdd3 175-9003 1 0,073 0,073
CN4 Modular jack tht RJ45 Conector RJ45 1162483 1 4 4
D3 LSQ976-Z Led RJ45 act 1226390 1 0,268 0,268
L10 BLM21BB471SN1D Ferrita RJ45 1515633 1 0,15 0,15
L9 BLM21BB471SN1D Ferrita RJ45 1515633 1 0,15 0,15
R26 R 0603 2200 R RJ45 Speed+ 233-1732 1 0,0134 0,0134
R27 R 0603 110 R RJ45 Speed- 2330881 1 0,257 0,257
R28 R 0603 2200 R RJ45 Link+ 233-1732 1 0,0134 0,0134
R30 R 0603 2200 R RJ45 Act+ 233-1732 1 0,0134 0,0134
R31 R 0603 110 R RJ45 Act- 2330881 1 0,257 0,257
R32 R 0603 110 R RJ435 Link- 2330881 1 0,257 0,257
U14 749020013 Ethernet Chokes 1636358 1 5,9 5,9
CN5 MC000020 Conector M1 2007987 1 1,48 1,48






6 Conclusiones y líneas de futuro  
El objetivo inicial del proyecto era aportar una solución al posicionamiento de las fibras 
de Megara, en forma de sistema electrónico embebido. Se ha diseñado el sistema 
embebido, implementando comunicaciones compatibles de trabajo en red y de acceso 
directo por computadora. Se ha dejado un sistema abierto, compatible para el uso de 
diferentes valores tanto de alimentación del sistema como de tensión de trabajo de los 
motores paso a paso. 
Aunque el prototipo final implementado no sea apto para su uso, debido a la naturaleza 
de su función prototipo, sí que es altamente útil, pues permite disponer de esquemas 
hardware, código firwmare verificado y documentación necesaria para industrializar un 
sistema embebido robusto. Además se dispone de una aplicación HMI funcional para su 
uso y test.  
Produce satisfacción personal haber trabajado en el proyecto desde el inicio hasta el fin,  
y ver cómo el conjunto del sistema funciona correctamente, siendo el primer usuario- 
téster de la aplicación.  
Como mejoras a corto plazo, se propone: 
• Utilizar herramientas de análisis de código para realizar tests estáticos de código 
y unitarios de funcionalidades comprobando tanto el funcionamiento como el 
correcto uso del código implementado; y verificar la ausencia de código muerto.  
• Añadir al firmware el bus Ethernet, está implementado a nivel de Hardware. 
Además, la estructura del HMI permite agregarlo fácilmente, sin tener que 
modificar las partes ya diseñadas.  
Como líneas de futuro, se propone: 
• Aprovechar los pines auxiliares del Microcontrolador ya reservados: AUX: 
USART6, TIM12, TIM13, DAC1, DAC2, ADC123, WKUP; y de los controladores 
del motor: ADC, OSCOUT para realizar movimientos coordinados síncronos entre 
diferentes PCBs, controlando la aceleración. 
• Modificar el firmware aprovechando las características que ofrece el 
Microcontrolador de sistemas en tiempo real, creando diferentes tareas 
controladas por semáforos. 
• Aprovechar la entrada del convertidor analógico digital para cerrar el lazo de 
control utilizando un sensor Hall acoplado al eje de los motores. 
• Identificar cada placa implementada por medio del módulo Device Electronic 
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Anexo A : Soporte electrónico 
 La memoria se complementa con un fichero, comprimido en formato zip, que incluye 
 los siguientes directorios y contenido: 
 
• /FW: Ficheros fuentes del firmware. 
 
• /SCH: Esquema completo del Hardware. 
 
• /Gerbers: Ficheros para la fabricación de la placa de circuito impreso. 
 
• /HMI: Ficheros fuentes de los instrumentos virtuales de la interfaz de 
usuario diseñada sobre LabVIEW. Incluye el fichero de configuración de 
los menús de acceso a los controladores de los motores, en formato CVS. 
 
• /Datasheets: Hojas de características de los componentes principales 










RefDes Cod. Farnell Componente / Package Valor Descripción
ETAPA DE ALIM ENTACION
CN2 3704579 Conector 24Vdc Conector 24Vdc
CN3 1437180 FUSETR5 PortaFusible 24Vdc
CN3b 529394 FUS Fusible 1A 24Vdc
J2 159-3425 Jumper 3x1 Selector 24Vdc 5V USB
C41 2320910 C0805 10uF Cout
C42 1135277 C0805 22uF Cin
D1 1226390 Led Rojo Led 3.3V
R29 1858028 R 0603 500 R led
U9 182591 AP117-3.3 LDO 3.3V
C1 2332701 C0805 400pF Cf
C2 2280666 C0805 4.7nF Cc
C3 1740667 C 0805 220nF C3
C4 1907510 C0805 22uF 25V Cin C1+C2
C5 1886100 C 0805 44uF 6,3V Cout C4
D2 1924336 B5817WS-TP Diodo -Schottky
D4 2295711 1N1448-SMD Diodo 
L1 1834450 Bobina 100uH 100uH L StepDow n
R1 1527615 R0805 20K R1
R2 1887290 R0603 4K Rc
R3 2094838 R0805 63K4 R2
U1 2074857 ADP3050 StepDow n 24V 5V
C18 2346923 C 0805 50V 4,7uF Cin2
C19 2332795 C 0805 50V 0,22uF Cin1
C23 2346923 C 0805 50V 4,7uF Cout   
C7 2332750 C 0805 50V 0,1uF Cboot
CN7 1437180 FUSETR5 PortaFusible 24Vdc
CN7b 1596509 FUS 24V 3A Fusible 24V 3A M1
D6 1843685 B330A-13-F 30V 3A Diodo schottky
L2 1864284 MCBF730-470MU 47uH Inductor
R4 1469869 R 0805 22K Rtset
R6 9333711 R 0805 1K R2
R7 2094764 R 0805 28.7K R1
R9 189-2932 R 0805 0K ESR
U2 1329621 A8498 LDO 24V
C28 2332750 C 0805 50V 0,1uF Cboot
C31 2346923 C 0805 50V 4,7uF Cin2
C33 2332795 C 0805 50V 0,22uF Cin1
C34 2346923 C 0805 50V 4,7uF Cout   
CN8 1437180 FUSETR5 PortaFusible 24Vdc
CN8b 1596509 FUS 24V 3A Fusible 24V 3A M2
D8 1843685 B330A-13-F 30V 3A Diodo schottky
L5 1864284 MCBF730-470MU 47uH Inductor
R10 1469869 R 0805 22K Rtset
R11 9333711 R 0805 1K R2
R12 2094764 R 0805 28.7K R1
R15 189-2932 R 0805 0K ESR









C10 2332680 C 0603 220nF 16V Cboot C1
C11 1301713 C 0603 100nF 50V C6
C12 1301713 C 0603 100nF 50V C7
C13 1301713 C 0603 100nF 50V C8
C14 1907351 C 1206 47uF 6.3V C2
C15 1740615 C 0603 10nF 50V C11
C16 1886132 C 0603 100 nF 6.3V C3
C17 2320910 C 1206 10uF 4V C4 Cddpol 
C20 1886132 C 0603 100 nF 4V C5 Cod
C21 1572630 C 0603 3.3nF 4V C_adc_in
C6 1898746 UUX1J101MNL1GS 100uF 63V C9
C8 1301713 C 0603 100nF 50V C10
C9 1301713 C 0603 100nF 50V -
D5 1226390 LSQ976-Z Diodo
R5 1652993 R 0805 39K Rsync
R8 2333599 R 0805 470 Rflag
U3 2069339 BAV99 Dual diode
U4 2309416 L6474H Driver Motor
C22 1886132 C 0603 100 nF 4V C5 Cod
C24 1572630 C 0603 3.3nF 4V C_adc_in
C25 2320910 C 1206 10uF 4V C4 Cddpol 
C26 1740615 C 0603 10nF 50V C11
C27 2332680 C 0603 220nF 16V Cboot C1
C29 1886132 C 0603 100 nF 6.3V C3
C30 1907351 C 1206 47uF 6.3V C2
C32 1898746 UUX1J101MNL1GS 100uF 63V C9
C35 1301713 C 0603 100nF 50V -
C36 1301713 C 0603 100nF 50V C10
C37 1301713 C 0603 100nF 50V C8
C38 1301713 C 0603 100nF 50V C7
C39 1301713 C 0603 100nF 50V C6
R13 2333599 R 0805 470 Rflag
R14 1652993 R 0805 39K Rsync
U5 2069339 BAV99 Dual diode
D7 1226390 LSQ976-Z Diodo
U6 2309416 L6474H Driver Motor
ETAPA DE CONTROL
C47 1288256 C 0603 1uF C Vdda
C48 165-8395 C 0603 47uF C Vdd_4
C49 1740612 C 0603 100nF C Vdd_1
C50 2354313 C 0603 22uF C Vcap_1
C51 1740612 C 0603 100nF C Vdd_2
C52 1740612 C 0603 100nF C Vdd_3
C53 2354313 C 0603 22uF C Vcap_2
U12 2064370 STM32F4 Microcontrolador
C45 498543 C 0603 22 pF C extal
C46 498543 C 0603 22 pF C xtal
R24 923-8760 R 0603 220K R clock




ETAPA DE COMUNICACIONES 
    
C57 1740612 C 0603 100nF C nrst 
CN1 1022230 M20-9980345   Conector SWD 
J1 159-3425 Jumper 3x1   Jumper SWD / Reset 
R33 923-8727 R 0603 100K R nrst2 
R34 923-8727 R 0603 100K R nrst1 
CN6 3417177 ADE9S-1A2N   DB9 CAN 
R25 2008333 R 0603 120 R can 
U11 1103105 SN65HVD2320D   CAN Transceiver 
C40 1190110 C 0603 4.7uF C out usb powerswitch 
C43 175-9003 C 0603 10nF C in usb powerswitch 
C44 175-9003 C 0603 10nF  C vcc usb emc protect 
CN10 1558179 Mini USB B   Mini USB B 
D10 1226390 LSQ976-Z   Led Overcurrent 
D9 1226372 LGQ971   Led Vbus 
L3 1515633 BLM21BB471SN1D   Ferrita 
L4 1515633 BLM21BB471SN1D   Ferrita 
L6 1515633 BLM21BB471SN1D   Ferrita 
L7 1515633 BLM21BB471SN1D   Ferrita 
L8 1515633 BLM21BB471SN1D   Ferrita 
R16 1670173 R 0603 620 R Led Overcurrent 2 
R17 2333548 R 0603 47K R Led Overcurrent 1 
R18 923-8484 R 0603 1K R led Vbus 
R19 1697388 R 0603 10K R usb powerswitch 
R20 189-2932 R 0603 0 R Vcc usb power switch 
R21 923-8247 R 0603 10 R D- 
R22 923-8247 R 0603 10 R D+ 
R23 923-8247 R 0603 10 R ID 
U10 2341660 USBUF01P6   USB EMC Protection 
U8 1842116 SMTPS2151STR   Power Switch USB 
U13 1685784 DP83848CVV/NOPB   Ethernet Transceiver 
C54 175-9003 C 0603 10nF C iovdd33_2 
C55 175-9003 C 0603 10nF C iovdd33_1 
C56 175-9003 C 0603 10nF C avdd3 
CN4 1162483 Modular jack tht RJ45   Conector RJ45 
D3 1226390 LSQ976-Z   Led RJ45 act 
L10 1515633 BLM21BB471SN1D   Ferrita RJ45 
L9 1515633 BLM21BB471SN1D   Ferrita RJ45 
R26 233-1732 R 0603 2200 R RJ45 Speed+ 
R27 2330881 R 0603 110 R RJ45 Speed- 
R28 233-1732 R 0603 2200 R RJ45 Link+ 
R30 233-1732 R 0603 2200 R RJ45 Act+ 
R31 2330881 R 0603 110 R RJ45 Act- 
R32 2330881 R 0603 110 R RJ435 Link- 
U14 1636358 749020013   Ethernet Chokes 
CN5 2007987 MC000020   Conector M1 














DAC1 DAC2USART6 TIM12 TIM13 ADC123
1 Vbat
2 PC13 / RTC_AF1 PC13
3 PC14 / OSC32_IN PC14

































































































7 6 5 4 3 2 1 0 Hex Length 7 6 5 4 3 2 1 0 7 6 5 4 3 2 1 0 7 6 5 4 3 2 1 0
nop 0 0 0 0 0 0 0 0 0x00 0 nothing
set param 0 0 0 writes VALUE in PARAM register
ABS_POS 0 0 0 0 0 0 0 1 0x01 22b Absolut position
EL_POS 0 0 0 0 0 0 1 0 0x02 9b Electrical position
MARK 0 0 0 0 0 0 1 1 0x03 22b Mark position
TVAL 0 0 0 0 1 0 0 1 0x09 7b Reference current
T_FAST 0 0 0 0 1 1 1 0 0x0E 8b Fast decay/fall step time
TON_MIN 0 0 0 0 1 1 1 1 0x0F 7b Minimun ON time
TOFF_MIN 0 0 0 1 0 0 0 0 0x10 7b Minimun OFF time
OCD_TH 0 0 0 1 0 0 1 1 0x13 4b Overcurrent threshold
STEP_MODE 0 0 0 1 0 1 1 0 0x16 8b 1 1 Step mode
ALARM_EN 0 0 0 1 0 1 1 1 0x17 8b I tS tW UV S W Alarms enable
CONFIG 0 0 0 1 1 0 0 0 0x18 16b 0 OC R ET 0 EC IC configuration
get param 0 0 1 read VALUE from PARAM register
ABS_POS 0 0 1 0 0 0 0 1 0x21 22b Absolut position
EL_POS 0 0 1 0 0 0 1 0 0x22 9b Electrical position
MARK 0 0 1 0 0 0 1 1 0x23 22b Mark position
TVAL 0 0 1 0 1 0 0 1 0x29 7b Reference current
T_FAST 0 0 1 0 1 1 1 0 0x2E 8b Fast decay/fall step time
TON_MIN 0 0 1 0 1 1 1 1 0x2F 7b Minimun ON time
TOFF_MIN 0 0 1 1 0 0 0 0 0x30 7b Minimun OFF time
ADC_OUT 0 0 1 1 0 0 1 0 0x32 5b ADC output
OCD_TH 0 0 1 1 0 0 1 1 0x33 4b Overcurrent threshold
STEP_MODE 0 0 1 1 0 1 1 0 0x36 8b 1 1 Step mode
ALARM_EN 0 0 1 1 0 1 1 1 0x37 8b I tS tW UV S W Alarms enable
CONFIG 0 0 1 1 1 0 0 0 0x38 16b 0 OC R ET 0 EC IC configuration
STATUS 0 0 1 1 1 0 0 1 0x39 16b 1 1 1 OI TS TW UV WC NC 0 0 D 0 0 1 HZ Status
enable 1 0 1 1 1 0 0 0 0xB8 0 Enables power stage
disable 1 0 1 0 1 0 0 0 0xA8 0 Puts the bridges in High Impedance status
get status 1 1 0 1 0 0 0 0 0xD0 2B 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 Returns the status register value
reserved 1 1 1 0 1 0 1 1 0xEB - reserved command

























Command Byte2 Byte1 Byte0
param
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Anexo E : Código fuente de los módulos principales. 
 




 * @file    main.c 
 * @author  Pablo Oriol 
 * @version V1.0.0 
 * @date    January 2015 




/*/----------------------------- Communication specifications -----------------------------// 
 
 USB:   COM Port:8;  Baud Rate: 115200; Data Bits: 8; 
     Parity: None;  Stop Bits: 1;  Handshaking: none;  CR: No; 
     Initial Sequence: [FWLengthCANID Action t1 t0 st3 st2 st1 st0]. Receive: [action value2 value1 value0] 
 
 CAN:   COM Port:7;  Baud Rate: 9600;  Data Bits: 8 
     Parity: None; Stop Bits: 1;   Handshaking: none;  CR: Yes; 
     Initial Sequence: V, N, S3, O, t1232AABB. Receive: '5245' as 't1235245xxxx' 
 
 SPI:   Data Size: 16 (8 bits for M1 + 8 bits for M2). 
     Architecture: Daisy Chain 1 Master (uC), 2 Slaves (2 x L6474). 
     Direction: 2 Lines FullDuplex (Separate MOSI and MISO lines). 
     Clock is high when idle;  Data sampled at second edge;  First Bit MSB. 













 RCC_Config();     // Configuración relojes internos. 
 GPIO_Config();     // Configuración puertos. 
 USB_Config();     // Configuración USB. 
 CAN_Config();     // Configuración CAN. 
 SPI3_Config();     // SPI3 bus configuration. 




 while (1) 
 { 
  if (WorkOrderPending()) 





- Módulo de configuración. 
 
/** 
  ****************************************************************************** 
  * @file    config.c 
  * @author  Pablo Oriol 
  * @version V1.0.0 
  * @date    January 2015 
  * @brief   Config general uC behaviour 






















CAN_InitTypeDef        CAN_InitStructure; 
CAN_FilterInitTypeDef  CAN_FilterInitStructure; 
 
uint32_t i = 0; 









/* @brief  Configura los relojes internos del uC. 
   @param  None 





 RCC_HSEConfig (RCC_HSE_ON);   // Activa el  reloj externo. 
 RCC_HCLKConfig(RCC_SYSCLK_Div1);  // Configura el Prescaler del  (HCLK). 
 RCC_PCLK1Config(RCC_HCLK_Div1);  // Configura el Prescaler del Low Speed APB clock (PCLK1). 
 
 /* Habilita el reloj AHB1 para GPIOB */ 
 RCC_AHB1PeriphClockCmd(RCC_AHB1Periph_GPIOA, ENABLE); // Puerto A 
 RCC_AHB1PeriphClockCmd(RCC_AHB1Periph_GPIOB, ENABLE); // Puerto B 
 RCC_AHB1PeriphClockCmd(RCC_AHB1Periph_GPIOC, ENABLE); // Puerto C 
 RCC_AHB1PeriphClockCmd(RCC_AHB1Periph_GPIOD, ENABLE); // Puerto D 
 
 /* Habilita el reloj APB para CAN */ 




/* @brief  Configuración de los puertos. 
   @param  None 






 /* Configuración pines CAN1  */ 
 GPIO_InitStructure.GPIO_Pin = GPIO_Pin_8|GPIO_Pin_9; 
 GPIO_InitStructure.GPIO_Mode = GPIO_Mode_AF; 
 GPIO_InitStructure.GPIO_OType = GPIO_OType_PP;  // CAN1_RX: PB8 
 GPIO_InitStructure.GPIO_PuPd = GPIO_PuPd_UP;  // CAN1_TX: PB9 
 GPIO_InitStructure.GPIO_Speed = GPIO_Speed_50MHz; 
 GPIO_Init(GPIOB, &GPIO_InitStructure); 
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 /* Conexión pines CAN como funcion alternada */ 
 GPIO_PinAFConfig(GPIOB, GPIO_PinSource8, GPIO_AF_CAN1); // CAN2_RX: PB8 
 GPIO_PinAFConfig(GPIOB, GPIO_PinSource9, GPIO_AF_CAN1); // CAN2_TX: PB9 
 
 /* Configura PB0 en output pushpull mode (POWER SWITCH ON)*/ 
 GPIO_InitStructure.GPIO_Pin = GPIO_Pin_0; 
 GPIO_InitStructure.GPIO_Mode = GPIO_Mode_OUT; 
 GPIO_InitStructure.GPIO_OType = GPIO_OType_PP; 
 GPIO_InitStructure.GPIO_Speed = GPIO_Speed_100MHz; 
 GPIO_InitStructure.GPIO_PuPd = GPIO_PuPd_NOPULL; 
 GPIO_Init(GPIOB, &GPIO_InitStructure); 
 
 /* Configuración pines SPI3  */ 
 GPIO_InitTypeDef GPIO_InitStruct; 
 
 GPIO_InitStruct.GPIO_Pin = GPIO_Pin_5 | GPIO_Pin_10; // PB 5 ->  M1_STCK 
 GPIO_InitStruct.GPIO_Mode = GPIO_Mode_OUT;  // PB 10 -> M1_DIR 
 GPIO_InitStruct.GPIO_OType = GPIO_OType_PP; 
 GPIO_InitStruct.GPIO_Speed = GPIO_Speed_50MHz; 
 GPIO_InitStruct.GPIO_PuPd = GPIO_PuPd_UP; 
 GPIO_Init(GPIOB, &GPIO_InitStruct); 
 
 GPIO_InitStruct.GPIO_Pin = GPIO_Pin_14;   // PC 14 ->  M2_STCK 
 GPIO_InitStruct.GPIO_Mode = GPIO_Mode_OUT; 
 GPIO_InitStruct.GPIO_OType = GPIO_OType_PP; 
 GPIO_InitStruct.GPIO_Speed = GPIO_Speed_50MHz; 
 GPIO_InitStruct.GPIO_PuPd = GPIO_PuPd_UP; 
 GPIO_Init(GPIOC, &GPIO_InitStruct); 
 
 GPIO_InitStruct.GPIO_Pin = GPIO_Pin_2;   // PD 2 ->  M2_DIR 
 GPIO_InitStruct.GPIO_Mode = GPIO_Mode_OUT; 
 GPIO_InitStruct.GPIO_OType = GPIO_OType_PP; 
 GPIO_InitStruct.GPIO_Speed = GPIO_Speed_50MHz; 
 GPIO_InitStruct.GPIO_PuPd = GPIO_PuPd_UP; 
 GPIO_Init(GPIOD, &GPIO_InitStruct); 
} 
 
/* @brief  Configuración de los puertos. 
   @param  None 






/* Set PB0  Power Switch ON*/ 
//GPIOB->BSRRL = GPIO_Pin_0; 
 GPIOB->BSRRH = GPIO_Pin_0; 
 Delay(1000000L); 
 
  USBD_Init(&USB_OTG_dev, 
#ifdef USE_USB_OTG_HS 
  USB_OTG_HS_CORE_ID, 
#else 
  USB_OTG_FS_CORE_ID, 
#endif 
  &USR_desc, 
  &USBD_CDC_cb, 
  &USR_cb); 
 
/* Set PB0 Power Switch OFF*/ 





/* @brief  Configuración del CAN1. 
   @param  None 






  // CAN_OperatingModeRequest(CAN1, CAN_OperatingMode_Initialization); // Modo configuración 
 
   /* Inicialización registros CAN1 y CAN2*/ 
   CAN_DeInit(CAN1); 
  // CAN_DeInit(CAN2); 
 
  /* Inicialización CAN1 */ 
  CAN_InitStructure.CAN_TTCM = DISABLE;   // Time trigerred communication mode 
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  CAN_InitStructure.CAN_ABOM = DISABLE;   // Automatic bus-off management 
  CAN_InitStructure.CAN_AWUM = DISABLE;  // Automatic wakeup mode 
  CAN_InitStructure.CAN_NART = DISABLE;   // No automatic retransmission 
  CAN_InitStructure.CAN_RFLM = DISABLE;   // Receive FIFO locked mode 
  CAN_InitStructure.CAN_TXFP = DISABLE;   // Transmit FIFO priority 
  CAN_InitStructure.CAN_Mode = CAN_Mode_Normal; // Normal -Sleep - Inicialitation 
  CAN_InitStructure.CAN_SJW = CAN_SJW_1tq;  // BitRate = 100kHz 
  CAN_InitStructure.CAN_BS1 = CAN_BS1_4tq; 
  CAN_InitStructure.CAN_BS2 = CAN_BS2_3tq; 
  CAN_InitStructure.CAN_Prescaler = 211; 
  CAN_Init(CAN1, &CAN_InitStructure); 
 
  /* Iniciación filtros CAN */ 
  CAN_FilterInitStructure.CAN_FilterActivation = ENABLE; 
  CAN_FilterInitStructure.CAN_FilterFIFOAssignment = CAN_FIFO0; 
  CAN_FilterInitStructure.CAN_FilterNumber = 0;//14; 
  CAN_FilterInitStructure.CAN_FilterMode = CAN_FilterMode_IdMask;// CAN_FilterMode_IdList; 
  CAN_FilterInitStructure.CAN_FilterScale = CAN_FilterScale_32bit; // CAN_FilterScale_16bit; 
  CAN_FilterInitStructure.CAN_FilterIdHigh =0x0000;   // 0x123 MSB 
  CAN_FilterInitStructure.CAN_FilterIdLow =0x0000;   // 0x124 LSB 
  CAN_FilterInitStructure.CAN_FilterMaskIdHigh =0x0000;  // 0x125 MSB 
  CAN_FilterInitStructure.CAN_FilterMaskIdLow =0x0000;  // 0x126 LSB 
  CAN_FilterInit(&CAN_FilterInitStructure); 
 
  // CAN_DBGFreeze(CAN1, DISABLE);    // NO congela CAN durante DEBUG 
 
  CAN_FIFORelease(CAN1, CAN_FIFO0);    // Libera las colas de entrada. 
  CAN_FIFORelease(CAN1, CAN_FIFO1); 
 
  // CAN_OperatingModeRequest(CAN1, CAN_OperatingMode_Normal); // Fin modo inicialiazación 
} 
 
/* @brief  SPI3 bus configuration in Daisy Chain Mode for 2 slaves. 
   @param  None 
   @retval None 
*/ 
 
void SPI3_Config (void) 
{ 
 GPIO_InitTypeDef GPIO_InitStruct; 
 SPI_InitTypeDef SPI_InitStruct; 
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 SPI_Cmd(SPI3, DISABLE);           // Disable SPI3 
 
 GPIO_InitStruct.GPIO_Pin = GPIO_Pin_7;        // /STDBY/RESET M1  PB7 
 GPIO_InitStruct.GPIO_Mode = GPIO_Mode_OUT; 
 GPIO_InitStruct.GPIO_OType = GPIO_OType_PP; 
 GPIO_InitStruct.GPIO_Speed = GPIO_Speed_50MHz; 
 GPIO_InitStruct.GPIO_PuPd = GPIO_PuPd_UP; 
 GPIO_Init(GPIOB, &GPIO_InitStruct); 
 
 GPIO_InitStruct.GPIO_Pin = GPIO_Pin_15;     // /STDBY/RESET M2  PC15 
 GPIO_InitStruct.GPIO_Mode = GPIO_Mode_OUT; 
 GPIO_InitStruct.GPIO_OType = GPIO_OType_PP; 
 GPIO_InitStruct.GPIO_Speed = GPIO_Speed_50MHz; 
 GPIO_InitStruct.GPIO_PuPd = GPIO_PuPd_UP; 
 GPIO_Init(GPIOC, &GPIO_InitStruct); 
 
 GPIO_InitStruct.GPIO_Pin = GPIO_Pin_10 | GPIO_Pin_11 | GPIO_Pin_12; 
 GPIO_InitStruct.GPIO_Mode = GPIO_Mode_AF;   // SCK   PC10 clock 
 GPIO_InitStruct.GPIO_OType = GPIO_OType_PP;   // MISO  PC11 IN 
 GPIO_InitStruct.GPIO_Speed = GPIO_Speed_50MHz;   // MOSI  PC12 out 
 GPIO_InitStruct.GPIO_PuPd = GPIO_PuPd_UP; 
 GPIO_Init(GPIOC, &GPIO_InitStruct); 
 
 // Connect SPI1 pins to SPI alternate function 
 GPIO_PinAFConfig(GPIOC, GPIO_PinSource10, GPIO_AF_SPI3);   // SCK   PC10 clock 
 GPIO_PinAFConfig(GPIOC, GPIO_PinSource11, GPIO_AF_SPI3);   // MISO  PC11 IN 
 GPIO_PinAFConfig(GPIOC, GPIO_PinSource12, GPIO_AF_SPI3);   // MOSI  PC12 out 
 
 // Enable clock for used MISO and MOSI. 
 RCC_AHB1PeriphClockCmd(RCC_AHB1Periph_GPIOC, ENABLE); 
 
 // Configure the chip select pin NSS. 
 GPIO_InitStruct.GPIO_Pin = GPIO_Pin_15;     //PA15 = NSS 
 GPIO_InitStruct.GPIO_Mode = GPIO_Mode_OUT; 
 GPIO_InitStruct.GPIO_OType = GPIO_OType_PP; 
 GPIO_InitStruct.GPIO_Speed = GPIO_Speed_50MHz; 
 GPIO_InitStruct.GPIO_PuPd = GPIO_PuPd_UP; 
 GPIO_Init(GPIOA, &GPIO_InitStruct); 
 
 // Enable SPI3 Peripheral clock. 
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 RCC_APB1PeriphClockCmd(RCC_APB1Periph_SPI3, ENABLE); 
 
 // Bus config. 
 SPI_InitStruct.SPI_Direction = SPI_Direction_2Lines_FullDuplex;   // Set to full duplex mode: Separate MOSI and MISO lines. 
 SPI_InitStruct.SPI_Mode = SPI_Mode_Master;        // Transmit in master mode, NSS pin has to be always high. 
 SPI_InitStruct.SPI_DataSize = SPI_DataSize_16b;    // One packet of data is 16 bits wide (8 bits for M1 + 8 bits for M2). 
 SPI_InitStruct.SPI_CPOL = SPI_CPOL_High;           // Clock is high when idle. 
 SPI_InitStruct.SPI_CPHA = SPI_CPHA_2Edge;   // Data sampled at second edge. 
 SPI_InitStruct.SPI_NSS = SPI_NSS_Soft;    // Set the NSS management by soft. 
 SPI_InitStruct.SPI_BaudRatePrescaler = SPI_BaudRatePrescaler_256; // SPI frequency is APB2 frequency
 SPI_InitStruct.SPI_FirstBit = SPI_FirstBit_MSB;   // Data is transmitted MSB first 
 SPI_Init(SPI3, &SPI_InitStruct); 
 
 GPIOA->BSRRL |= GPIO_Pin_15;     // Set PE7 high. 
 
 SPI_Cmd(SPI3, ENABLE);              // Enable SPI3. 
} 
 
/* @brief Configura el vector de interrupciones. 
   @param  None 




  NVIC_InitTypeDef  NVIC_InitStructure; 
 
  //NVIC_PriorityGroupConfig(NVIC_PriorityGroup_1); 
 
 /* Configuration CAN1 Interrupt */ 
  NVIC_InitStructure.NVIC_IRQChannel = CAN1_RX0_IRQn; 
  NVIC_InitStructure.NVIC_IRQChannelPreemptionPriority = 0x0; 
  NVIC_InitStructure.NVIC_IRQChannelSubPriority = 0x0; 
  NVIC_InitStructure.NVIC_IRQChannelCmd = ENABLE; 
  NVIC_Init(&NVIC_InitStructure); 
 
  /* Activacion interrupciones */ 
  CAN_ITConfig(CAN1, CAN_IT_FMP0, ENABLE);  // Activación interrupción CAN1. 
} 
 
/* @brief  Inicializa el mensaje de transmisión CAN. 
   @param  CanTxMsg *TxMessage. 
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   @retval None 
*/ 
void Init_TxMes(CanTxMsg *TxMessage) 
{ 
  uint8_t i = 0; 
 
  TxMessage->StdId = 0x000;   // Id para Standard Frame 
  TxMessage->ExtId = 0x000;   // Id para Extended Frame 
  TxMessage->RTR = CAN_RTR_DATA;  // Remote Transmision Request (0: Data Frame // 1: Remote Frame) 
  TxMessage->IDE = CAN_ID_STD;  // 0= Standard frame // 1=Extended frame 
  TxMessage->DLC = 1;   // 4bits (Std <= 8 Bytes // Ext <= 8 Bytes) 
 
  for (i = 0; i < 8; i++) 
  { 
    TxMessage->Data[i] = 0; 
  } 
} 
 
/* @brief  Inicializa el mensaje de recepción CAN. 
   @param  CanRxMsg *RxMessage. 
   @retval None 
*/ 
void Init_RxMes(CanRxMsg *RxMessage) 
{ 
  uint8_t i = 0; 
 
 
  RxMessage->StdId = 0;   // Id para Standard Frame 
  RxMessage->ExtId = 0;   // Id para Extended Frame 
  RxMessage->IDE = CAN_ID_STD; // 0= Standard frame // 1=Extended frame 
  RxMessage->DLC = 0;   // 4bits (Std <= 8 Bytes // Ext <= 8 Bytes) 
  RxMessage->FMI = 0;   // Fiter Messsage Index - Index of the filter where message is stored 
  for (i = 0; i < 8; i++) 
  { 
    RxMessage->Data[i] = 0; 






-  Módulo de gestión. 
 
/** 
  ****************************************************************************** 
  * @file    manager.c 
  * @author  Pablo Oriol 
  * @version V1.0.0 
  * @date    January 2015 
  * @brief   Receives messages and executes its mandates. 














#define WORKORDER_MAX 4 
#define WORKORDER_MIN 1  // 0 significa que no hay workorder disponible. 
 
uint8_t WorkOrderReadIndex = WORKORDER_MIN; 
uint8_t WorkOrderWriteIndex = WORKORDER_MIN; 
 
struct 
 { uint8_t  Client;      // 1 CAN,  2 USB 
 uint8_t  Action; 
 uint16_t Aux; 
 uint32_t StepTargetM1; 
 uint32_t StepTargetM2; 
 uint8_t  SPICommand; 








CanRxMsg RxMessage;  //RxMessage.Data[0..7] 
 
 //USB 
#define USB_FRAME_MAX_SIZE 9 
 
struct USBMessage 
{  uint8_t frameLength; 
 uint8_t messageLength; 
 unsigned  FWtoCAN; 
 uint16_t CANID; 
 uint8_t Action; 






/* @brief  Interrupción CAN1 FIFO0. 
   @param  None 





   Init_RxMes(&RxMessage);  // Inicialización mensaje recepción. 
   Init_TxMes(&TxMessage);  // Inicialización mensaje transmisión. 
 





/* @brief  Recibe datos por USB. 
   @param  None 
   @retval None 
*/ 
void USB_DataAvailable (uint8_t* Buf, uint32_t Len) 
{ 
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 int i; 
  
 for (i = 0; i < Len; i++) 
  USBRxMessage.Frame_USB[i]= *(Buf + i); 
  
 GenerateUSBWorkOrder (); 
} 
 
/* @brief   Decode message stored in Message_USB to GlobalParams. 
   @param   None 
   @retval  None 
*/ 
 
void GenerateCANWorkOrder (void) 
{ 
 uint8_t NextWorkOrderWriteIndex; 
 
 // Establece el siguiente índice de orden de trabajo. 
 NextWorkOrderWriteIndex = WorkOrderWriteIndex; 
 if (NextWorkOrderWriteIndex == WORKORDER_MAX) NextWorkOrderWriteIndex = WORKORDER_MIN; 
 else NextWorkOrderWriteIndex++; 
 
 switch (RxMessage.Data[0])  // Comprueba solicitud de stop y la ejecuta. 
  { 
  case '5': Stop (1); break; // Stop M1 
  case '6': Stop (2); break; // Stop M2 
  case '7': Stop (3); break; // Stop M1 y M2 
  default:      // Resto de órdenes, genera orden de trabajo. 
 
   WorkOrder[NextWorkOrderWriteIndex].Client = 1; 
   WorkOrder[NextWorkOrderWriteIndex].Action = RxMessage.Data[0]; 
 
   if (RxMessage.Data[0]==8 || RxMessage.Data[0]==11 || RxMessage.Data[0]==12 || RxMessage.Data[0]==15)   // 
Giran 2 motores. 
   { 
    WorkOrder[NextWorkOrderWriteIndex].Aux = (RxMessage.Data[1]<<8) | RxMessage.Data[2]; 
    WorkOrder[NextWorkOrderWriteIndex].StepTargetM1 = (RxMessage.Data[3] <<8) | RxMessage.Data[4]; 
    WorkOrder[NextWorkOrderWriteIndex].StepTargetM2 = (RxMessage.Data[5] <<8) | RxMessage.Data[6]; 
    WorkOrder[NextWorkOrderWriteIndex].SPICommand = 0; 
    WorkOrder[NextWorkOrderWriteIndex].SPIValue = 0; 
   } 
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   else if (RxMessage.Data[0]==9 || RxMessage.Data[0]==10 || RxMessage.Data[0]==13 || RxMessage.Data[0]==14)  
     // Giran 1 motores. 
   { 
    WorkOrder[NextWorkOrderWriteIndex].Aux = (RxMessage.Data[1]<<8) | RxMessage.Data[2]; 
    WorkOrder[NextWorkOrderWriteIndex].StepTargetM1 = (RxMessage.Data[3] <<24) | (RxMessage.Data[4] <<16) | 
(RxMessage.Data[5] <<8) | RxMessage.Data[6]; 
    WorkOrder[NextWorkOrderWriteIndex].StepTargetM2 = (RxMessage.Data[3] <<24) | (RxMessage.Data[4] <<16) | 
(RxMessage.Data[5] <<8) | RxMessage.Data[6]; 
    WorkOrder[NextWorkOrderWriteIndex].SPICommand = 0; 
    WorkOrder[NextWorkOrderWriteIndex].SPIValue = 0; 
   } 
   else if (RxMessage.Data[0]==1 || RxMessage.Data[0]==2 || RxMessage.Data[0]==3)        // 
Comando SPI. 
   { 
    WorkOrder[NextWorkOrderWriteIndex].Aux = 0; 
    WorkOrder[NextWorkOrderWriteIndex].StepTargetM1 = 0; 
    WorkOrder[NextWorkOrderWriteIndex].StepTargetM2 = 0; 
    WorkOrder[NextWorkOrderWriteIndex].SPICommand = RxMessage.Data[1]; 
    WorkOrder[NextWorkOrderWriteIndex].SPIValue =  (RxMessage.Data[2] <<16) | (RxMessage.Data[3] <<8) | 
RxMessage.Data[4]; 
   } 
    
   WorkOrderWriteIndex = NextWorkOrderWriteIndex;     // Actualiza el índice global de la orden de trabajo. 
 
   break; 
  } 
 
 //sendMessage (1, 0x001122+NextWorkOrderWriteIndex); 
} 
 
/* @brief   Decode message stored in Message_USB to GlobalParams. 
   @param   None 
   @retval  None 
*/ 
 
void GenerateUSBWorkOrder (void) 
{ 
 uint8_t NextWorkOrderWriteIndex; 
 
 // Establece el siguiente índice de orden de trabajo. 
 NextWorkOrderWriteIndex = WorkOrderWriteIndex; 
 if (NextWorkOrderWriteIndex == WORKORDER_MAX) NextWorkOrderWriteIndex = WORKORDER_MIN; 
 else NextWorkOrderWriteIndex++; 
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 USBRxMessage.FWtoCAN = USBRxMessage.Frame_USB[0] >> 7; 
 USBRxMessage.messageLength = (USBRxMessage.Frame_USB[0] >> 3) & 0b00001111; 
 USBRxMessage.CANID = ((USBRxMessage.Frame_USB[0]<<8) | USBRxMessage.Frame_USB[1]) & 0x07FF; 
 USBRxMessage.frameLength = USBRxMessage.messageLength+2; 
 USBRxMessage.Action = USBRxMessage.Frame_USB[2]; 
 
 if(USBRxMessage.FWtoCAN)           // Mensaje para reenviar? 
 { 
  Init_TxMes(&TxMessage);         // Inicializa mensaje de transmisión. 
 
  // Datos para mensaje CAN 
  TxMessage.StdId = USBRxMessage.CANID;    // Id para Standard Frame 
  TxMessage.ExtId = 0x000;        // Id para Extended Frame 
  TxMessage.RTR = CAN_RTR_DATA;     // Remote Transmision Request (0: Data Frame // 1: Remote Frame) 
  TxMessage.IDE = CAN_ID_STD;      // 0= Standard frame // 1=Extended frame 
  TxMessage.DLC = USBRxMessage.messageLength;  // 4bits (Std <= 8 Bytes // Ext <= 8 Bytes) 
 
  TxMessage.Data[0] = USBRxMessage.Frame_USB[2];           // D0 
  if(USBRxMessage.messageLength >= 2) TxMessage.Data[1] = USBRxMessage.Frame_USB[3];  // D1 
  if(USBRxMessage.messageLength >= 3) TxMessage.Data[2] = USBRxMessage.Frame_USB[4];  // D2 
  if(USBRxMessage.messageLength >= 4) TxMessage.Data[3] = USBRxMessage.Frame_USB[5];  // D3 
  if(USBRxMessage.messageLength >= 5) TxMessage.Data[4] = USBRxMessage.Frame_USB[6];  // D4 
  if(USBRxMessage.messageLength >= 6) TxMessage.Data[5] = USBRxMessage.Frame_USB[7];  // D5 
  if(USBRxMessage.messageLength >= 7) TxMessage.Data[6] = USBRxMessage.Frame_USB[8];  // D6 
  if(USBRxMessage.messageLength >= 8) TxMessage.Data[7] = USBRxMessage.Frame_USB[9];  // D7 
 




  switch (USBRxMessage.Action)   // Comprueba solicitud de stop y la ejecuta. 
   { 
   case '5': Stop (1); break;  // Stop M1 
   case '6': Stop (2); break;  // Stop M2 
   case '7': Stop (3); break;  // Stop M1 y M2 
   default:       // Resto de órdenes, genera orden de trabajo. 
 
    WorkOrder[NextWorkOrderWriteIndex].Client = 2; 
    WorkOrder[NextWorkOrderWriteIndex].Action = USBRxMessage.Action; 
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    if (USBRxMessage.Action==8 || USBRxMessage.Action==11 || USBRxMessage.Action==12 || 
USBRxMessage.Action==15)  // Giran 2 motores. 
    { 
     WorkOrder[NextWorkOrderWriteIndex].Aux = (USBRxMessage.Frame_USB[4]<<8) | 
USBRxMessage.Frame_USB[3]; 
     WorkOrder[NextWorkOrderWriteIndex].StepTargetM1 = (USBRxMessage.Frame_USB[5]<<8) | 
USBRxMessage.Frame_USB[6]; 
     WorkOrder[NextWorkOrderWriteIndex].StepTargetM2 = (USBRxMessage.Frame_USB[7]<<8) | 
USBRxMessage.Frame_USB[8]; 
     WorkOrder[NextWorkOrderWriteIndex].SPICommand = 0; 
     WorkOrder[NextWorkOrderWriteIndex].SPIValue = 0; 
    } 
    else if (USBRxMessage.Action==9 || USBRxMessage.Action==10 || USBRxMessage.Action==13 || 
USBRxMessage.Action==14) // Gira solo 1 motor. 
    { 
     WorkOrder[NextWorkOrderWriteIndex].Aux = (USBRxMessage.Frame_USB[4]<<8) | 
USBRxMessage.Frame_USB[3]; 
     WorkOrder[NextWorkOrderWriteIndex].StepTargetM1 = (USBRxMessage.Frame_USB[5]<<24) | 
(USBRxMessage.Frame_USB[6]<<16) | (USBRxMessage.Frame_USB[7]<<8) | USBRxMessage.Frame_USB[8]; 
     WorkOrder[NextWorkOrderWriteIndex].StepTargetM2 = (USBRxMessage.Frame_USB[5]<<24) | 
(USBRxMessage.Frame_USB[6]<<16) | (USBRxMessage.Frame_USB[7]<<8) | USBRxMessage.Frame_USB[8]; 
     WorkOrder[NextWorkOrderWriteIndex].SPICommand = 0; 
     WorkOrder[NextWorkOrderWriteIndex].SPIValue = 0; 
    } 
    else if (USBRxMessage.Action==1 || USBRxMessage.Action==2 || USBRxMessage.Action==3) // Comando SPI. 
    { 
     WorkOrder[NextWorkOrderWriteIndex].Aux = 0; 
     WorkOrder[NextWorkOrderWriteIndex].StepTargetM1 = 0; 
     WorkOrder[NextWorkOrderWriteIndex].StepTargetM2 = 0; 
     WorkOrder[NextWorkOrderWriteIndex].SPICommand = USBRxMessage.Frame_USB[3]; 
     WorkOrder[NextWorkOrderWriteIndex].SPIValue =  (USBRxMessage.Frame_USB[4] <<16) | 
(USBRxMessage.Frame_USB[5] <<8) | USBRxMessage.Frame_USB[6]; 
    } 
     
    WorkOrderWriteIndex = NextWorkOrderWriteIndex;     // Actualiza el índice global de la órden de 
trabajo. 
 
    break; 





/* @brief   Decode message stored in Message_USB to GlobalParams. 
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 * @param   None 




 uint8_t index; 
 
 index = WorkOrderReadIndex; 
 
 if((WorkOrderReadIndex != WorkOrderWriteIndex))   // Si hay orden de trabajo, devuelve el índice siguiente a ejecutar. 
 { 
  //index == WORKORDER_MAX? WORKORDER_MIN : index++; // Establece el siguiente índice de orden de trabajo. 
 
  // // Establece   el siguiente índice de orden de trabajo. 
  if (index == WORKORDER_MAX) index = WORKORDER_MIN; 
  else index++; 
 
  return (index); 
 } 
 else 
  return 0;       // Si no, devuelve 0. 
} 
 
/* @brief   Decode message stored in Message_USB to GlobalParams. 
 * @param   None 
  *@retval  None */ 
 
void ProcessWorkOrder (uint8_t index) 
{ 
 uint64_t ActionFeedBack; 
 uint32_t CommandFeedBack, SPIFeedBackM1, SPIFeedBackM2; 
 uint64_t MessageFeedBack; 
 
 // Ejecuta la acción demandada: 
 
 switch (WorkOrder[index].Action) { 
 
  case 1:  SPIFeedBackM1 = SendDriverCommand (1,  WorkOrder[index].SPICommand,  WorkOrder[index].SPIValue);  
  // SPI to M1    
     break; 
  case 2:  SPIFeedBackM2 = SendDriverCommand (2,  WorkOrder[index].SPICommand,  WorkOrder[index].SPIValue);  
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   // SPI to M2 
     break; 
  case 3:  SPIFeedBackM1 = SendDriverCommand (1,  WorkOrder[index].SPICommand,  WorkOrder[index].SPIValue);  
    // SPI to M1 and M2 
     SPIFeedBackM2 = SendDriverCommand (2,  WorkOrder[index].SPICommand,  WorkOrder[index].SPIValue); 
     break; 
  case 4:  break;  // NOP 
  case 5:  Stop (1); // Stop M1 
     break; 
  case 6:  Stop (2);  // Stop M2 
     break; 
  case 7:  Stop (1);  // Stop M1 y M2 
       Stop (2); 
     break; 
  case 8: Motion (WorkOrder[index].StepTargetM1, 0,  WorkOrder[index].StepTargetM2, 1);   // M1 CW M2 CCW 
     break; 
  case 9:  Motion (WorkOrder[index].StepTargetM1, 0, 0, 0);          // M1 CW 
     break; 
  case 10: Motion (0, 0, WorkOrder[index].StepTargetM2, 0);          // M2 CW 
     break; 
  case 11: Motion (WorkOrder[index].StepTargetM1, 0,  WorkOrder[index].StepTargetM2, 0);   // M1 CW M2 CW 
     break; 
  case 12: Motion (WorkOrder[index].StepTargetM1, 1,  WorkOrder[index].StepTargetM2, 0); // M1 CCW M2 CW 
     break; 
  case 13: Motion (WorkOrder[index].StepTargetM1, 1, 0, 0);         // M1 CCW 
       break; 
  case 14: Motion (0, 0, WorkOrder[index].StepTargetM2, 1);         // M2 CCW 
       break; 
  case 15: Motion (WorkOrder[index].StepTargetM1, 1,  WorkOrder[index].StepTargetM2, 1); // M1 CCW M2 CCW 
     break; 
 









 // Envía el mensaje de feedback: 
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       /* 0100 xxxx Respuesta: 
        * 
        * 0100 0001 SPI from M1 + SPICommand + value. 
        * 0100 0010 SPI from M2 + SPICommand +  value. 
        * 0100 01xx x processed 
        * 0100 10xx x processed. 
        * 0100 11xx x processed. 
        * 
       */ 
 
 switch (WorkOrder[index].Action) { 
 
   case 1: ActionFeedBack = (WorkOrder[index].Action | 0b01000000);   // SPI M1 
     CommandFeedBack = WorkOrder[index].SPICommand; 
     MessageFeedBack = (ActionFeedBack << 32) | (CommandFeedBack << 24) | (SPIFeedBackM1); 
     sendMessage (WorkOrder[index].Client, MessageFeedBack); 
     break; 
 
   case 2: ActionFeedBack = (WorkOrder[index].Action | 0b01000000);   // SPI M2 
     CommandFeedBack = WorkOrder[index].SPICommand; 
     MessageFeedBack = (ActionFeedBack << 32) | (CommandFeedBack << 24) | (SPIFeedBackM1); 
     sendMessage (WorkOrder[index].Client, MessageFeedBack); 
     break; 
 
   case 3: ActionFeedBack = (1 | 0b01000000);         // SPI M1 y SPI M2 
     CommandFeedBack = WorkOrder[index].SPICommand; 
     MessageFeedBack = (ActionFeedBack << 32) | (CommandFeedBack << 24) | (SPIFeedBackM1); 
     sendMessage (WorkOrder[index].Client, MessageFeedBack); 
 
     ActionFeedBack = (2 | 0b01000000); 
     CommandFeedBack = WorkOrder[index].SPICommand; 
     MessageFeedBack = (ActionFeedBack << 32) | (CommandFeedBack << 24) | (SPIFeedBackM2); 
     wait(5); 
     sendMessage (WorkOrder[index].Client, MessageFeedBack); 
     break; 
 
   case 4:  case 5:  case 6:  case 7:  case 8:  case 9:     // NOP STOP CW CCW 
   case 10: case 11: case 12: case 13: case 14: case 15: 
     ActionFeedBack = (WorkOrder[index].Action | 0b01000000); 
     MessageFeedBack = ActionFeedBack; 
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     sendMessage (WorkOrder[index].Client, MessageFeedBack); 
     break; 
 
   default: break; 
 } 
 
 // // Actualiza  el índice de lectura. 
 if (WorkOrderReadIndex == WORKORDER_MAX) WorkOrderReadIndex = WORKORDER_MIN; 




/* @brief   Calculates Timer parameters and variables used, and run it. 
   @param   stepsM1 --> Number of steps for M1. 
         stepsM2 --> Number of steps for M2. 
   @retval  None 
*/ 
void Motion (uint32_t stepsM1, uint8_t DirM1, uint32_t stepsM2, uint8_t DirM2) 
{ 
 
 Step(1, DirM1, stepsM1); 




/* @brief  Stop motor and change workorders pending associated to NOP. 
   @param  Motor --> Motor to be stopped 1=M1; 2=M2; 3=M1yM1. 
   @retval None 
*/ 
void Stop (uint8_t Motor) 
{ 
 uint8_t i, Actionb3b2; 
 
 // Revisa las órdenes de trabajo eliminando el movimiento de M1, M2 o los dos. 
 
 for(i=WorkOrderReadIndex; i!=WorkOrderWriteIndex; i++) 
 { 
  switch (Motor) 
  { 
   case 1: if (WorkOrder[i].Action == 9 || WorkOrder[i].Action == 13)    // M1 CW o M1 CCW 
      WorkOrder[i].Action = 4;            // NOP 
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     else if (WorkOrder[i].Action == 11 || WorkOrder[i].Action == 12)  // M1 y M2 CW o M1 CCW y M2 CW 
      WorkOrder[i].Action = 10;            // M2 CW 
     else if (WorkOrder[i].Action == 8 || WorkOrder[i].Action == 15)  //  M1 CW y M2 CCW o M1 y M2 CCW 
      WorkOrder[i].Action = 14;            // M2 CCW 
     break; 
 
   case 2: if (WorkOrder[i].Action == 10 || WorkOrder[i].Action == 14)   // M2 CW o M2 CCW 
      WorkOrder[i].Action = 4;            // NOP 
     else if (WorkOrder[i].Action == 8 || WorkOrder[i].Action == 11) 
//  M1 CW y M2 CCW o M1 y M2 CW 
      WorkOrder[i].Action = 9; // M1 CW 
     else if (WorkOrder[i].Action == 12 || WorkOrder[i].Action == 15) //  M1 CCW y M2 CW o M1 y M2 CCW 
      WorkOrder[i].Action = 13;  // M1 CCW 
     break; 
 
   case 3: Actionb3b2 = (((WorkOrder[i].Action) >> 2) & 0b00000011); 
     if (Actionb3b2 == 2 || Actionb3b2 == 3) // M1 y/o M2 -> b3b2== '10b' o '11b' 
      WorkOrder[i].Action = 4;       // NOP 
     break; 
 
   default: break; 





 * @brief  sendMessage by USB or CAN. 
 * @param  None. 
 * @retval None 
 */ 
void sendMessage (uint8_t Client, uint64_t MessageFeedBack) 
{ 
 uint8_t USBTxMessage[5]; 
 
 if (Client == 1)   // CAN 
 { 
  Init_TxMes(&TxMessage); 
  TxMessage.DLC = 5; 
  TxMessage.Data[0] = (MessageFeedBack >> 32) & 0xFF; 
  TxMessage.Data[1] = (MessageFeedBack >> 24) & 0xFF; 
  TxMessage.Data[2] = (MessageFeedBack >> 16) & 0xFF; 
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  TxMessage.Data[3] = (MessageFeedBack >> 8)  & 0xFF; 
  TxMessage.Data[4] = MessageFeedBack & 0xFF; 
  CAN_Transmit(CAN1, &TxMessage); 
 } 
 
 else if (Client==2)  // USB 
 { 
  USBTxMessage[0] = (MessageFeedBack >> 32) & 0xFF; 
  USBTxMessage[1] = (MessageFeedBack >> 24) & 0xFF; 
  USBTxMessage[2] = (MessageFeedBack >> 16) & 0xFF; 
  USBTxMessage[3] = (MessageFeedBack >> 8) & 0xFF; 
  USBTxMessage[4] =  MessageFeedBack & 0xFF; 







- Módulo de acción. 
 
/** 
  ****************************************************************************** 
  * @file    action.c 
  * @author  Pablo Oriol 
  * @version V1.0.0 
  * @date    January 2015 
  * @brief   Interface from uC to Driver. 








// Stck signal to driver. Step period. 
#define MIN_STEP_PERIOD 5  // Minimun ST35 = 5 [us] 
#define STEP_DUTYCYCLE 40  // 0-100 % 
 
/* @brief  Config Drivers by SPI3. 
   @param  None. 
   @retval None 
*/ 
void Drivers_Init (void) 
{ 
 uint8_t zero=0; 
 
 // Config M1 
 
   GPIO_SetBits(GPIOB, GPIO_Pin_7); // STBM1_ON (No reset device) 
 
   SendDriverCommand ( 1, 0xA8, zero);   // disables power stage 
   SendDriverCommand ( 1, 0x09, 0x03);   // set param ref_current (reset 0x29 1.31A / 0x04 0.15A / 0x05 0.18A / 0x06 0.21A / 0x07 
0.25A) 
   SendDriverCommand ( 1, 0x0E, 0x55);   // set param fast decay/fall step time (reset 0x19 6us 30us) 
   SendDriverCommand ( 1, 0x0F, 0x77);   // set param min_on_time (reset 0x29 21us) 
   SendDriverCommand ( 1, 0x10, 0x79);   // set param min_off_time (reset 0x29 21us) 
   SendDriverCommand ( 1, 0x13, 0x0F);   // set param overcurrent_threshold (reset 0x08) 
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   SendDriverCommand ( 1, 0x16, 0x88);   // set param step_mode half step (reset 0x07 full step 0x88) 
// SendDriverCommand ( 1, 0x17, 0xFF);   // set param alarm_enable (reset 0xFF) 
   SendDriverCommand ( 1, 0x18, 0x0C00); // set param ic_config (reset 0x2E88) 
   SendDriverCommand ( 1, 0xB8, zero);   // enables power stage 
 
 
 // Config M2 
 
 GPIO_SetBits(GPIOC, GPIO_Pin_15); // STBM2_ON (No reset device) 
 
 SendDriverCommand ( 2, 0xA8, zero);   // disables power stage 
 SendDriverCommand ( 2, 0x09, 0x03);   // set param ref_current (reset 0x29) 
 SendDriverCommand ( 2, 0x0E, 0x55);   // set param fast decay/fall step time (reset 0x19) 
 SendDriverCommand ( 2, 0x0F, 0x77);   // set param min_on_time (reset 0x29) 
 SendDriverCommand ( 2, 0x10, 0x79);   // set param min_off_time (reset 0x29) 
 SendDriverCommand ( 2, 0x13, 0x0F);   // set param overcurrent_threshold (reset 0x08) 
 SendDriverCommand ( 2, 0x16, 0x88);   // set param step_mode half step (reset 0x07  full step 0x88) 
// SendDriverCommand ( 2, 0x17, 0xFF);   // set param alarm_enable (reset 0xFF) 
 SendDriverCommand ( 2, 0x18, 0x0C00); // set param ic_config (reset 0x2E88) 




/* @brief   Transmit and receive data with SPI3 in Daisy Chain 2 slaves mode. 
   @param   Receiver --> Slave that receives data. 
         Command  --> Command to be transmitted. 
      Value   --> Data to be transmitted. * 
   @retval  Returns returned data from slave. 
*/ 
 
uint32_t SendDriverCommand (uint8_t Receiver, uint8_t Command, uint32_t value) 
{ 
 uint16_t  R1=0xAAAA, R2=0xAAAA, R3=0xAAAA; 
 uint8_t  B2=0xAA, B1=0xAA, B0=0xAA; 
 
 // Input Value 
 switch (Command) 
 { 
  case 0x01: 
  case 0x03: 
   B2 = value >> 16; 
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   B1 = (value >> 8) & 0x00FF; 
   B0 = value & 0x00FF; 
   break; 
  case 0x02: 
  case 0x18: 
   B2 = (value >> 8) & 0x00FF; 
   B1 = value & 0x00FF; 
   B0 = 0x00; 
   break; 
  default: 
   B2 = value & 0x00FF; 
   B1 = 0x00; 
   B0 = 0x00; 
 } 
 
 // 1st cycle 
 if (Receiver == 1) 
  SPI3_send (Command <<8); 
 else if (Receiver == 2) 
  SPI3_send (Command); 
 
 // 2nd cycle 
 if (Receiver == 1) 
  R1 = (SPI3_send (B2 << 8)) >>8; 
 else if (Receiver == 2) 
  R1 = (SPI3_send (B2)) & 0x00FF; 
 
 // 3rd cycle 
 if (Receiver == 1) 
  R2 = (SPI3_send (B1 << 8)) >>8; 
 else if (Receiver == 2) 
  R2 = (SPI3_send (B1)) & 0x00FF; 
 
 // 4th cycle 
 if(Receiver == 1) 
  R3 = (SPI3_send (B0 << 8)) >>8; 
 else if (Receiver == 2) 
  R3 = (SPI3_send (B0)) & 0x00FF; 
 
 // Output value 
 switch (Command) 
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 { 
  case 0x21: 
  case 0x23: 
   return (R1<<16) + (R2<<8) + R3; 
   break; 
  case 0x22: 
  case 0x38: 
  case 0x39: 
  case 0xD0: 
   return (R1<<8) + R2; 
   break; 
  default: 




/* @brief  Transmit and receive data with SPI3. 
   @param  data --> Data to be transmitted. 
   @retval Returns received value. 
*/ 
 
uint16_t SPI3_send (uint16_t data) 
{ 
 SPI3->DR = data;        // Write data to be transmitted to the SPI data register 
 GPIO_ResetBits(GPIOA, GPIO_Pin_15);   // NSS Down = Read Low = Shift 
 while( !(SPI3->SR & SPI_I2S_FLAG_TXE) );  // Wait until transmit complete 
 while( !(SPI3->SR & SPI_I2S_FLAG_RXNE) );  // Wait until receive complete 
 while( SPI3->SR & SPI_I2S_FLAG_BSY );  // Wait until SPI is not busy anymore 
 GPIO_SetBits(GPIOA, GPIO_Pin_15);   // NSS Up = command load High = tristate 
 wait (100); 
 
 return SPI3->DR;        // Return received data from SPI data register 
} 
 
// FUNCIONES DEL MOTOR // 
 
/* @brief  Move motor. 
   @param  Motor --> Motor that moves. (1 or 2). 3 = both. 4 = M1 dir, M2 opuesto. 
        Dir --> Direction of the steps. (0= Reverse 1= Forward) 
        Steps --> Number of steps. (Up to 16777215) 
   @retval None */ 
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void Step (uint8_t Motor, uint8_t Dir, uint32_t Steps) 
{ 
 
 uint32_t Counter=0, LowDelay, HighDelay, Period; 
 
 Period = 11200 * MIN_STEP_PERIOD;      // 11200 aprox 1us. 
 HighDelay=(Period / 100) * STEP_DUTYCYCLE; 
 LowDelay= Period - HighDelay; 
 
 switch (Motor) 
 { 
  case 1: 
    if (Dir == 0) 
     GPIO_SetBits(GPIOB, GPIO_Pin_10);  // Dir Reverse M1_DIR 
    else if (Dir == 1) 
     GPIO_ResetBits(GPIOB, GPIO_Pin_10);  // Dir Forward M1_DIR 
 
    for (Counter=0; Counter<2*Steps; Counter++) // M1 STCK 
    { 
     GPIO_SetBits(GPIOB, GPIO_Pin_5); 
     wait (HighDelay); 
     GPIO_ResetBits(GPIOB, GPIO_Pin_5); 
     wait (LowDelay); 
    } 
    break; 
 
  case 2: 
    if (Dir == 0) 
     GPIO_SetBits(GPIOD, GPIO_Pin_2);   // Dir Reverse M2_DIR 
    else if (Dir == 1) 
     GPIO_ResetBits(GPIOD, GPIO_Pin_2);   // Dir Forward M2_DIR 
 
    for (Counter=0; Counter<2*Steps; Counter++) // M2 STCK 
    { 
     GPIO_SetBits(GPIOC, GPIO_Pin_14); 
     wait (HighDelay); 
     GPIO_ResetBits(GPIOC, GPIO_Pin_14); 
     wait (LowDelay); 
    } 
    break; 
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  case 3: 
    if (Dir == 0) 
    { 
     GPIO_SetBits(GPIOB, GPIO_Pin_10);  // Dir Reverse M1_DIR 
     GPIO_SetBits(GPIOD, GPIO_Pin_2);   // Dir Reverse M2_DIR 
    } 
    else if (Dir == 1) 
    { 
     GPIO_ResetBits(GPIOD, GPIO_Pin_2);   // Dir Forward M2_DIR 
     GPIO_ResetBits(GPIOB, GPIO_Pin_10);  // Dir Forward M1_DIR 
    } 
    for (Counter=0; Counter<2*Steps; Counter++) // M2 STCK 
    { 
     GPIO_SetBits(GPIOB, GPIO_Pin_5); 
     GPIO_SetBits(GPIOC, GPIO_Pin_14); 
     wait (HighDelay); 
     GPIO_ResetBits(GPIOB, GPIO_Pin_5); 
     GPIO_ResetBits(GPIOC, GPIO_Pin_14); 
     wait (LowDelay); 
    } 
    break; 
 
  case 4: 
    if (Dir == 0) 
    { 
     GPIO_SetBits(GPIOB, GPIO_Pin_10);  // Dir Reverse M1_DIR 
     GPIO_ResetBits(GPIOD, GPIO_Pin_2);   // Dir Forward M2_DIR 
    } 
    else if (Dir == 1) 
    { 
     GPIO_ResetBits(GPIOB, GPIO_Pin_10);  // Dir Forward M1_DIR 
     GPIO_SetBits(GPIOD, GPIO_Pin_2);   // Dir Reverse M2_DIR 
    } 
    for (Counter=0; Counter<2*Steps; Counter++) // M2 STCK 
    { 
     GPIO_SetBits(GPIOB, GPIO_Pin_5); 
     GPIO_SetBits(GPIOC, GPIO_Pin_14); 
     wait (HighDelay); 
     GPIO_ResetBits(GPIOB, GPIO_Pin_5); 
     GPIO_ResetBits(GPIOC, GPIO_Pin_14); 
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     wait (LowDelay); 
    } 
    break; 
 





Anexo F : Registro de resultados de transmisión del HMI 
 
23/04/2015 12:59:00 - USB - Tx:  287B012E000000 
23/04/2015 12:59:00 - USB - Rx:  412E000055 
23/04/2015 12:59:05 - USB - Tx:  387B0F000001DF0127 
23/04/2015 12:59:05 - USB - Rx:  412E000055 
23/04/2015 12:59:10 - USB - Tx:  387B0F000001DF0127 
23/04/2015 12:59:14 - USB - Rx:  000000004F 
23/04/2015 15:32:19 - USB - Tx:  3800090000000001F4 
23/04/2015 15:32:21 - USB - Rx:  0000000049 
23/04/2015 15:32:24 - USB - Tx:  3800090000000001F4 
23/04/2015 15:32:27 - USB - Rx:  0000000049 
23/04/2015 15:32:32 - USB - Tx:  38000D000000000014 
23/04/2015 15:32:33 - USB - Rx:  000000004D 
23/04/2015 15:32:37 - USB - Tx:  38000D0000000000C8 
23/04/2015 15:32:37 - USB - Rx:  000000004D 
23/04/2015 15:32:39 - USB - Tx:  38000D0000000000C8 
23/04/2015 15:32:40 - USB - Rx:  000000004D 
23/04/2015 15:32:55 - USB - Tx:  380009000000000032 
23/04/2015 15:32:56 - USB - Rx:  0000000049 
23/04/2015 15:33:05 - USB - Tx:  380009000000000032 
23/04/2015 15:33:05 - USB - Rx:  0000000049 
23/04/2015 15:33:06 - USB - Tx:  380009000000000032 
23/04/2015 15:33:06 - USB - Rx:  0000000049 
23/04/2015 15:33:06 - USB - Tx:  380009000000000032 
23/04/2015 15:33:06 - USB - Rx:  0000000049 
23/04/2015 15:33:08 - USB - Tx:  380009000000000032 
23/04/2015 15:33:09 - USB - Rx:  0000000049 
23/04/2015 15:33:13 - USB - Tx:  38000D000000000032 
23/04/2015 15:33:13 - USB - Rx:  000000004D 
23/04/2015 15:33:21 - USB - Tx:  38000D000000000032 
23/04/2015 15:33:21 - USB - Rx:  000000004D 
23/04/2015 15:36:44 - USB - Tx:  380009000000000032 
23/04/2015 15:36:44 - USB - Rx:  0000000049 
23/04/2015 15:36:47 - USB - Tx:  38000D000000000032 
23/04/2015 15:36:47 - USB - Rx:  000000004D 
23/04/2015 15:36:56 - USB - Tx:  38000E000000000050 
23/04/2015 15:36:56 - USB - Rx:  000000004E 
23/04/2015 15:36:59 - USB - Tx:  38000A000000000050 
23/04/2015 15:36:59 - USB - Rx:  000000004E 
23/04/2015 15:37:00 - USB - Tx:  38000A000000000050 
23/04/2015 15:37:00 - USB - Rx:  000000004A 
23/04/2015 15:37:36 - USB - Tx:  38000D000000000034 
23/04/2015 15:37:36 - USB - Rx:  000000004D 
23/04/2015 15:37:42 - USB - Tx:  38000E000000000050 
23/04/2015 15:37:42 - USB - Rx:  000000004E 
23/04/2015 15:37:47 - USB - Tx:  38000A000000000014 
23/04/2015 15:37:48 - USB - Rx:  000000004E 
23/04/2015 15:37:48 - USB - Tx:  38000A000000000014 
23/04/2015 15:37:49 - USB - Rx:  000000004A 
23/04/2015 15:37:49 - USB - Tx:  38000A000000000014 
23/04/2015 15:37:49 - USB - Rx:  000000004A 
23/04/2015 15:37:50 - USB - Tx:  38000A000000000014 
23/04/2015 15:37:50 - USB - Rx:  000000004A 
23/04/2015 15:37:50 - USB - Tx:  38000A000000000014 
23/04/2015 15:37:50 - USB - Rx:  000000004A 
23/04/2015 15:37:51 - USB - Tx:  38000A000000000014 
23/04/2015 15:37:51 - USB - Rx:  000000004A 
23/04/2015 15:38:01 - USB - Tx:  38000A000000000014 
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23/04/2015 15:38:01 - USB - Rx:  000000004A 
23/04/2015 15:50:18 - USB - Tx:  38000F000000AC01BD 
23/04/2015 15:50:21 - USB - Rx:  000000004F 
23/04/2015 15:54:07 - USB - Tx:  3800090000000001F4 
23/04/2015 15:54:10 - USB - Rx:  000000004F 
23/04/2015 15:54:11 - USB - Tx:  3800090000000001F4 
23/04/2015 15:54:13 - USB - Rx:  0000000049 
23/04/2015 15:54:14 - USB - Tx:  3800090000000001F4 
23/04/2015 15:54:17 - USB - Rx:  0000000049 
23/04/2015 15:54:17 - USB - Tx:  3800090000000001F4 
23/04/2015 15:54:20 - USB - Rx:  0000000049 
23/04/2015 15:54:25 - USB - Tx:  38000E000000000000 
23/04/2015 15:54:28 - USB - Rx:  0000000049 
23/04/2015 15:54:28 - USB - Tx:  38000E000000000000 
23/04/2015 15:54:28 - USB - Rx:  000000004E 
23/04/2015 15:54:34 - USB - Tx:  38000E000000000009 
23/04/2015 15:54:34 - USB - Rx:  000000004E 
23/04/2015 15:54:35 - USB - Tx:  38000E000000000009 
23/04/2015 15:54:35 - USB - Rx:  000000004E 
23/04/2015 15:54:38 - USB - Tx:  38000E000000000384 
23/04/2015 15:54:38 - USB - Rx:  000000004E 
23/04/2015 15:54:39 - USB - Tx:  38000E000000000384 
23/04/2015 15:54:44 - USB - Rx:  000000004E 
24/04/2015 11:27:58 - USB - Tx:  38000D00000000012C 
24/04/2015 11:27:59 - USB - Rx:  000000004D 
24/04/2015 11:28:07 - USB - Tx:  3800090000000000C8 
24/04/2015 11:28:08 - USB - Rx:  0000000049 
24/04/2015 11:28:25 - USB - Tx:  38000A00000000012C 
24/04/2015 11:28:26 - USB - Rx:  000000004A 
24/04/2015 11:28:35 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:37 - USB - Rx:  000000004A 
24/04/2015 11:28:37 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:38 - USB - Rx:  000000004E 
24/04/2015 11:28:38 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:38 - USB - Rx:  000000004E 
24/04/2015 11:28:39 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:39 - USB - Rx:  000000004E 
24/04/2015 11:28:39 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:40 - USB - Rx:  000000004E 
24/04/2015 11:28:40 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:40 - USB - Rx:  000000004E 
24/04/2015 11:28:41 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:41 - USB - Rx:  000000004E 
24/04/2015 11:28:48 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:48 - USB - Rx:  000000004E 
24/04/2015 11:28:49 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:49 - USB - Rx:  000000004E 
24/04/2015 11:28:49 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:50 - USB - Rx:  000000004E 
24/04/2015 11:28:50 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:50 - USB - Rx:  000000004E 
24/04/2015 11:28:51 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:51 - USB - Rx:  000000004E 
24/04/2015 11:28:52 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:52 - USB - Rx:  000000004E 
24/04/2015 11:28:52 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:53 - USB - Rx:  000000004E 
24/04/2015 11:28:53 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:54 - USB - Rx:  000000004E 
24/04/2015 11:28:54 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:55 - USB - Rx:  000000004E 
24/04/2015 11:28:55 - USB - Tx:  38000E000000000032 
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24/04/2015 11:28:55 - USB - Rx:  000000004E 
24/04/2015 11:28:58 - USB - Tx:  38000E000000000032 
24/04/2015 11:28:58 - USB - Rx:  000000004E 
24/04/2015 11:29:03 - USB - Tx:  38000A000000000028 
24/04/2015 11:29:03 - USB - Rx:  000000004A 
24/04/2015 11:29:44 - USB - Tx:  38000A0000000001FE 
24/04/2015 11:29:47 - USB - Rx:  000000004A 
24/04/2015 11:30:35 - USB - Tx:  38000D0000000000FF 
24/04/2015 11:30:37 - USB - Rx:  000000004A 
24/04/2015 11:31:52 - USB - Tx:  38000A0000000001FE 
24/04/2015 11:31:54 - USB - Rx:  000000004A 
24/04/2015 11:32:38 - USB - Tx:  38000D0000000000FF 
24/04/2015 11:32:39 - USB - Rx:  000000004D 
24/04/2015 11:33:07 - USB - Tx:  3800090000000000FF 
24/04/2015 11:33:09 - USB - Rx:  0000000049 
24/04/2015 11:33:37 - USB - Tx:  38000E0000000001FE 
24/04/2015 11:33:38 - USB - Rx:  0000000049 
24/04/2015 11:33:41 - USB - Tx:  38000E0000000001FE 
24/04/2015 11:33:43 - USB - Rx:  000000004E 
24/04/2015 11:34:05 - USB - Tx:  38000E0000000001FE 
24/04/2015 11:34:08 - USB - Rx:  000000004E 
24/04/2015 11:34:10 - USB - Tx:  38000E0000000001FE 
24/04/2015 11:34:13 - USB - Rx:  000000004E 
24/04/2015 11:35:19 - USB - Tx:  38000E000000000028 
24/04/2015 11:35:22 - USB - Rx:  000000004E 
24/04/2015 11:35:23 - USB - Tx:  38000E000000000028 
24/04/2015 11:35:23 - USB - Rx:  000000004E 
24/04/2015 11:35:23 - USB - Tx:  38000E000000000028 
24/04/2015 11:35:24 - USB - Rx:  000000004E 
24/04/2015 11:35:24 - USB - Tx:  38000E000000000028 
24/04/2015 11:35:24 - USB - Rx:  000000004E 
24/04/2015 11:35:26 - USB - Tx:  38000D0000000000C8 
24/04/2015 11:35:26 - USB - Rx:  000000004E 
24/04/2015 11:35:27 - USB - Tx:  38000D0000000000C8 
24/04/2015 11:35:28 - USB - Rx:  000000004D 
24/04/2015 11:35:29 - USB - Tx:  38000D0000000000C8 
24/04/2015 11:35:30 - USB - Rx:  000000004D 
24/04/2015 11:35:34 - USB - Tx:  3800090000000000C8 
24/04/2015 11:35:35 - USB - Rx:  0000000049 
24/04/2015 11:35:40 - USB - Tx:  38000D000000000064 
24/04/2015 11:35:41 - USB - Tx:  38000D000000000064 
24/04/2015 11:35:41 - USB - Rx:  0000000049 
24/04/2015 11:35:41 - USB - Rx:  000000004D 
24/04/2015 11:35:42 - USB - Tx:  38000D000000000064 
24/04/2015 11:35:42 - USB - Rx:  000000004D 
24/04/2015 11:35:43 - USB - Tx:  38000D000000000064 
24/04/2015 11:35:43 - USB - Rx:  000000004D 
24/04/2015 11:35:55 - USB - Tx:  380009000000000014 
24/04/2015 11:35:56 - USB - Rx:  000000004D 
24/04/2015 11:35:56 - USB - Tx:  380009000000000014 
24/04/2015 11:35:56 - USB - Rx:  0000000049 
24/04/2015 11:35:57 - USB - Tx:  380009000000000014 
24/04/2015 11:35:57 - USB - Rx:  0000000049 
24/04/2015 11:35:57 - USB - Tx:  380009000000000014 
24/04/2015 11:35:57 - USB - Rx:  0000000049 
24/04/2015 11:35:58 - USB - Tx:  380009000000000014 
24/04/2015 11:35:58 - USB - Rx:  0000000049 
24/04/2015 11:35:58 - USB - Tx:  380009000000000014 
24/04/2015 11:35:58 - USB - Rx:  0000000049 
24/04/2015 11:35:59 - USB - Tx:  380009000000000014 
24/04/2015 11:35:59 - USB - Rx:  0000000049 
24/04/2015 11:35:59 - USB - Tx:  380009000000000014 
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24/04/2015 11:35:59 - USB - Rx:  0000000049 
24/04/2015 11:36:16 - USB - Tx:  38000A000000000028 
24/04/2015 11:36:16 - USB - Rx:  0000000049 
24/04/2015 11:36:16 - USB - Tx:  38000A000000000028 
24/04/2015 11:36:17 - USB - Rx:  000000004A 
24/04/2015 11:36:17 - USB - Tx:  38000A000000000028 
24/04/2015 11:36:17 - USB - Rx:  000000004A 
24/04/2015 11:36:18 - USB - Tx:  38000A000000000028 
24/04/2015 11:36:18 - USB - Rx:  000000004A 
24/04/2015 11:52:59 - CAN - Tx:  V 
24/04/2015 11:52:59 - CAN - Rx:  V1011 
24/04/2015 11:53:03 - CAN - Tx:  N 
24/04/2015 11:53:03 - CAN - Rx:  NT089 
24/04/2015 11:53:06 - CAN - Tx:  S3 
24/04/2015 11:53:12 - CAN - Tx:  C 
24/04/2015 11:53:12 - CAN - Rx:   
24/04/2015 11:53:15 - CAN - Tx:   
24/04/2015 11:53:15 - CAN - Rx:   
24/04/2015 11:53:15 - CAN - Tx:   
24/04/2015 11:53:15 - CAN - Rx:   
24/04/2015 11:53:20 - CAN - Tx:  S3 
24/04/2015 11:53:20 - CAN - Rx:   
24/04/2015 11:53:24 - CAN - Tx:  O 
24/04/2015 11:53:24 - CAN - Rx:   
24/04/2015 11:53:36 - CAN - Tx:  t00070A0000000001FE 
24/04/2015 11:53:36 - CAN - Rx:  z 
24/04/2015 11:53:39 - CAN - Rx:  t0005000000004A2964 
24/04/2015 11:54:08 - CAN - Tx:  t00070D0000000000FF 
24/04/2015 11:54:08 - CAN - Rx:  z 
24/04/2015 11:54:09 - CAN - Rx:  t0005000000004DAB07 
24/04/2015 11:54:46 - CAN - Tx:  t0007090000000000FF 
24/04/2015 11:54:46 - CAN - Rx:  z 
24/04/2015 11:54:48 - CAN - Rx:  t0005000000004D62C0 
24/04/2015 11:54:48 - CAN - Tx:  t0007090000000000FF 
24/04/2015 11:54:48 - CAN - Rx:  z 
24/04/2015 11:54:49 - CAN - Rx:  t000500000000496A78 
24/04/2015 11:54:50 - CAN - Tx:  t0007090000000000FF 
24/04/2015 11:54:50 - CAN - Rx:  z 
24/04/2015 11:54:52 - CAN - Rx:  t0005000000004972EE 
24/04/2015 11:55:31 - CAN - Tx:  t0007090000000000FF 
24/04/2015 11:55:31 - CAN - Rx:  z 
24/04/2015 11:55:32 - CAN - Rx:  t0005000000004934FB 
24/04/2015 11:56:01 - CAN - Tx:  t00070A0000000001FE 
24/04/2015 11:56:01 - CAN - Rx:  z 
24/04/2015 11:56:02 - CAN - Rx:  t00050000000049B33A 
24/04/2015 11:56:17 - CAN - Tx:  t00070A0000000001FE 
24/04/2015 11:56:17 - CAN - Rx:  z 
24/04/2015 11:56:19 - CAN - Rx:  t0005000000004A11E5 
24/04/2015 12:06:33 - USB - Tx:  38000D0000000000FF 
24/04/2015 12:06:34 - USB - Rx:  000000004D 
24/04/2015 12:06:52 - USB - Tx:  3800090000000000FF 
24/04/2015 12:06:54 - USB - Rx:  0000000049 
24/04/2015 12:07:09 - USB - Tx:  38000E0000000001FE 
24/04/2015 12:07:12 - USB - Rx:  000000004E 
24/04/2015 12:08:22 - USB - Tx:  3800090000000000FF 
24/04/2015 12:08:24 - USB - Rx:  0000000049 
24/04/2015 12:08:25 - USB - Tx:  3800090000000000FF 
24/04/2015 12:08:26 - USB - Rx:  0000000049 
24/04/2015 12:08:27 - USB - Tx:  3800090000000000FF 
24/04/2015 12:08:28 - USB - Rx:  0000000049 
24/04/2015 12:18:58 - CAN - Tx:  t00050129000000 
24/04/2015 12:18:58 - CAN - Rx:  z 
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24/04/2015 12:18:58 - CAN - Rx:  t000541290000038E89 
24/04/2015 12:19:30 - CAN - Tx:  t00070C000000FF01FE 
24/04/2015 12:19:30 - CAN - Rx:  z 
24/04/2015 12:19:35 - CAN - Rx:  t0005000000004C3F14 
24/04/2015 12:57:39 - CAN - Tx:  t000709000000000005 
24/04/2015 12:57:39 - CAN - Rx:  z 
24/04/2015 12:57:39 - CAN - Rx:  t0005000000004978DC 
24/04/2015 12:57:45 - CAN - Tx:  t000709000000000005 
24/04/2015 12:57:45 - CAN - Rx:  z 
24/04/2015 12:57:45 - CAN - Rx:  t000500000000499485 
24/04/2015 12:57:48 - CAN - Tx:  t000709000000000005 
24/04/2015 12:57:48 - CAN - Rx:  z 
24/04/2015 12:57:48 - CAN - Rx:  t00050000000049A033 
24/04/2015 12:59:01 - CAN - Tx:  t000709000000001388 
24/04/2015 12:59:01 - CAN - Rx:  z 
24/04/2015 12:59:28 - CAN - Rx:  t00050000000049728D 
24/04/2015 12:59:43 - CAN - Tx:  t000709000000001388 
24/04/2015 12:59:43 - CAN - Rx:  z 
24/04/2015 13:00:10 - CAN - Rx:  t000500000000493805 
24/04/2015 13:02:19 - CAN - Tx:  t000709000000001388 
24/04/2015 13:02:19 - CAN - Rx:  z 
24/04/2015 13:02:45 - CAN - Rx:  t000500000000490B45 
24/04/2015 13:02:58 - CAN - Tx:  t000709000000001388 
24/04/2015 13:02:58 - CAN - Rx:  z 
24/04/2015 13:03:24 - CAN - Rx:  t00050000000049B0B8 
24/04/2015 13:03:34 - CAN - Tx:  t000709000000001388 
24/04/2015 13:03:34 - CAN - Rx:  z 
24/04/2015 13:04:01 - CAN - Rx:  t00050000000049615E 
24/04/2015 13:04:53 - CAN - Tx:  t000709000000001388 
24/04/2015 13:04:53 - CAN - Rx:  z 
24/04/2015 13:05:20 - CAN - Rx:  t00050000000049C59D 
24/04/2015 13:06:09 - CAN - Tx:  t000709000000001388 
24/04/2015 13:06:09 - CAN - Rx:  z 
24/04/2015 13:06:36 - CAN - Rx:  t000500000000493074 
24/04/2015 13:06:41 - CAN - Tx:  t000709000000001388 
24/04/2015 13:06:41 - CAN - Rx:  z 
24/04/2015 13:07:07 - CAN - Rx:  t00050000000049B686 
24/04/2015 13:08:07 - CAN - Tx:  t000709000000001388 
24/04/2015 13:08:07 - CAN - Rx:  z 
24/04/2015 13:08:34 - CAN - Rx:  t000500000000494F82 
24/04/2015 13:09:37 - CAN - Tx:  t00070D000000001388 
24/04/2015 13:09:37 - CAN - Rx:  z 
24/04/2015 13:10:04 - CAN - Rx:  t0005000000004DE235 
24/04/2015 13:10:18 - CAN - Tx:  t00070D000000001388 
24/04/2015 13:10:18 - CAN - Rx:  z 
24/04/2015 13:10:45 - CAN - Rx:  t0005000000004DA441 
24/04/2015 13:10:59 - CAN - Tx:  t00070D000000001388 
24/04/2015 13:10:59 - CAN - Rx:  z 





ADC: Analog Digital Converter. Convertidor de datos analógicos a digitales. 
ARM: Advanced RISC Machine. Tipo de arquitectura de microcontroladores. 
CAN: Controller Area Network. Bus de comunicaciones de uso en industria. 
CW: ClockWise. Movimiento en sentido horario. 
CCW: CounterClockWise. Movimienton en sentido antihorario. 
CISC Complex Instruction Set Computer. Tipo de arquitectura de microprocesadores. 
CNC Control Numérico Computarizado. Tecnología de mecanización. 
COM: Communication port  Interfaz del puerto serie en ordenadores. 
CRC: Cycle Redundancy Check. Algoritmo de detección de errores. 
DC: Direct Current. Corriente Contínua. 
EDA: Electronic Design Automation. Entorno de diseño de placas de circuito impreso. 
FW: Firmware. Programa ejecutado en un circuito integrado. 
GNU GNU Is Not Unix. Proyecto universal de software libre. 
GPS Global Positionation System. Tecnología satélite de detección de posición. 
GTC: Gran Telescopio de Canarias. Estructura científica situada en Canarias para la 
observación del cosmo. 
HMI: Human Machine Interface . Interfaz de usuario. 
HW: Hardware. Parte material de un dispositivo electrónico. 
IDE: Integrated Development Environment. Entorno completo de desarrollo para 
programación. 
I2C: Inter Integrated Circuits. Bus de comunicación entre circuitos integrados. 
JTAG: Joint Test Action Group. Bus utilizado para cargar firmware en un 
microcontrolador. 
LDO: Low Dropout Regulator. Regulador de tensión. 
LIN: Local Interconnect Network Bus de uso común en automoción.  
MEGARA: Multi-Espectrógrafo en GTC de Alta Resolución para Astronomía. 
Intrumento ciéntífico de utilizado en GTC. 
OTG: On-The- Go. Protocolo sobre USB. 
PCB: Printed Circuit Board. Placa electrónica de circuito impreso. 
PWM: Pulse Widht Modulation Técnica utilizada en el control de corriente continua. 
RISC: Reduced Instruction Set Computer. Arquitectura específica utlizada en 
microcontroladores. 
RS-232: Recommended Standard 232 Estándar de conexión serie. 
SDRAM: Synchronous Dynamic Random-Access Memory. Tecnología específica de 
memorias integradas. 
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SRAM: Static Random Access Memory. Tecnología específica de memorias integradas. 
SPI: Serial Peripheral Interface. Bus de comunicación entre circuitos integrados. 
SQA: Software Quality Assurement. Test de calidad del software realizado a alto nivel. 
SWD: Serial Wire Debug. Bus utilizado para cargar firmware en un microcontrolador. 
USB: Universal Serial Bus. Bus universal dirigido a la electrónica de consumo. 
VCP: Virtual COM Port. Protocolo sobre USB para enviar datos desde terminal. 
VI: Virtual Instrument. Unidad independiente de programación definida en LabVIEW. 
 
