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Sistemas médicos têm se tornado populares pois facilitam o         
compartilhamento de dados entre pacientes e médicos. Entretanto, o         
compartilhamento deve estar sob controle do paciente, que irá decidir          
que informações devem ser compartilhadas e quem deve ter acesso a           
elas. O paciente deve ter o poder de verificar os acessos que foram             
feitos a seus dados, podendo assim confirmar se houve algum acesso           
que não esteja de acordo as regras estabelecidas. O paciente pode não            
ter o conhecimento técnico necessário para fazer esta verificação. Logo,          
é desejável também que o paciente possa enviar os registros dos acessos            
para um verificador, juntamente com suas preferências de acesso, para          
que possa ser verificado se houve alguma quebra das regras de acesso            
definidas pelo paciente. Dessa maneira, o processo de verificação seria          
facilitado pelo verificador, aumentando as chances dos pacientes        
utilizarem e realizarem essa verificação frequentemente. Entretanto, o        
uso de um verificador pode comprometer a privacidade dos dados pois é            
possível obter diversas informações somente com os registros de acesso,          
como qual médico foi visitado ou quais exames foram realizados.          
Portanto, ao permitir que outra pessoa acesse estes registros, o sigilo das            
informações do paciente pode estar comprometido. Soluções no estado         
da arte utilizam técnicas de ​searchable encryption para solucionar este          
problema. Este trabalho visa implementar um modelo proposto no         
estado da arte em um protótipo de sistema médico e avaliar a            
aplicabilidade do modelo. 
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Medical systems have risen in popularity because they make the data           
sharing between patients and the medical staff easier. However, the          
patient must be in control of this data sharing. The patient must be able              
to verify the access to his data to confirm if there has been any violation               
to his privacy preferences. It is desirable that the patient can send the log              
entries to his data and his data sharing preferences to a third-party that             
could verify if there has been any breach to his privacy. However, it is              
possible to extract a lot of personal information given the access logs to             
someone's medical data such as medical exams and doctor visits. Some           
solutions on the state of the art use searchable encryption schemes to            
solve this issue. In this work, one of the proposed solutions was be             
implemented along with a prototype of a medical system using this           
solution to simulate a real life scenario and verify its applicability. 
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“I love deadlines. I love the whooshing        
noise they make as they go by.” 










1  INTRODUÇÃO  
 
Quando o programa de espionagem dos Estados Unidos veio a          
conhecimento público pelas denúncias realizadas por Edward Snowden,        
o tópico da privacidade de dados tornou-se extremamente popular (BBC          
NEWS, 2016). A variedade de dados contendo informações pessoais         
tem crescido exponencialmente nas últimas décadas (SWEENEY,       
2002). Apesar de existir uma grande discussão no campo da privacidade           
sobre o que deve ser considerado sigiloso e o que deve ser aberto ao              
público, ainda é um consenso que dados médicos de pacientes são dados            
sigilosos, que só poderão ser compartilhados sob o consentimento do          
paciente. Existem várias soluções apresentadas no estado da arte para          
resolver problemas relacionados à privacidade e verificabilidade usando        
searchable encryption​. 
Searchable encryption é um tipo de criptografia que permite         
que terceiros realizem uma consulta no dado cifrado, satisfazendo uma          
condição sem ter que decifrar o texto. Para isso, alguns esquemas de            
criptografia consultável requerem que se tenha uma palavra-chave para         
ser usada como um ​search token para cada consulta, vinculando uma           
palavra-chave para cada dado para que seja possível fazer uma pesquisa           
somente com as palavras-chave (​search tokens)​. Logo, para esquemas         
que usam ​search tokens​, para ​cada consulta é necessária a criação de um             
search token ​por quem possuir a chave e o envio do ​token para quem              
realizará a operação de consulta.  
A verificação de acesso é comumente requerida em uma vasta          
área de tecnologias, principalmente quando se trata do acesso a dados           
médicos, onde o sigilo não pode ser quebrado. Aplicações que requerem           
a verificabilidade encontram problemas para garantir a confiabilidade        
dos dados e também para dar a sensação de segurança aos usuários de             
que seus dados estão sendo armazenados com sigilo. 
O modelo proposto por Idalino, Spagnuelo e Martina (2017)         
usa conceitos de verificabilidade e ​searchable encryption para        
solucionar problemas relacionados à verificabilidade de acessos em        
sistemas médicos. O ​framework proposto possibilita que o paciente         
verifique se houve algum acesso não autorizado aos seus dados e           
também possibilita que este autorize um terceiro a fazer essa          




é feito sem que esta pessoa que fará a verificação consiga obter qualquer             
informação a partir dos registros de acesso. 
 
 
1.1  JUSTIFICATIVA 
 
O modelo utilizado propõe uma solução para o problema de          
verificabilidade da privacidade dos dados de pacientes em sistemas         
médicos. Entretanto, trata-se de um estudo inicial que ainda não possui           
uma implementação que comprove sua aplicabilidade. Uma       
implementação do modelo proposto contribui para o estado da arte          
provendo a possibilidade de uma prova de conceito deste trabalho e uma            
análise da aplicabilidade do mesmo. 
 
 
1.2  OBJETIVOS 
 
1.2.1  Objetivo geral 
Implementar um modelo proposto para a solução do problema         
de verificabilidade em sistemas médicos. Após a implementação, avaliar         
a aplicabilidade do projeto. 
 
1.2.2 Objetivos específicos 
 
● Implementar o modelo proposto por Idalino, Spagnuelo e        
Martina (2017) para a verificação de acesso a sistemas médicos. 
 
● Implementar um protótipo de sistema médico com acesso via         
portal web pelo paciente e acesso a um verificador para          
verificar os logs de acesso. 
 
● Avaliar a aplicabilidade prática do modelo com base no         
protótipo desenvolvido neste trabalho. Levando em      










Para atingir os objetivos descritos na seção anterior, a         
metodologia desenvolvida divide o trabalho em três fases. 
A primeira fase tem como principal objetivo uma pesquisa no          
estado da arte para compreender amplamente o problema. Para isso, será           
realizada uma pesquisa de casos de uso de sistemas médicos e uma            
revisão bibliográfica de criptografia consultável e suas aplicações. Além         
disso, será pesquisado algumas implementações de sistemas médicos        
para uma melhor contextualização, avaliando dessa forma a relevância         
da implementação deste trabalho em um cenário aplicado. 
Na segunda fase, serão decididas as principais definições para a          
realização deste trabalho. Primeiramente, será escolhido um algoritmo        
de ​searchable encryption que suporte a ​queries booleanas para a          
implementação deste trabalho. Em seguida, serão definidos quais os         
principais módulos a serem implementados. Com isso, será decidido         
quais tecnologias serão usadas, levando em consideração a afinidade         
com a tecnologia, o desempenho para uma maior relevância do trabalho           
e a contextualização do trabalho. 
Na terceira e última fase, serão implementados os objetivos deste          
trabalho com base nas definições realizadas nas fases anteriores. O          
primeiro passo da implementação é a criação de uma biblioteca de           
searchable encryption para ser usada pelos próximos módulos. Com a          
biblioteca pronta e testada, o segundo passo é realizar testes de consulta            
com ​searchable encryption e desenvolver uma maneira de aplicar as          
necessidades da expressividade de busca booleana do trabalho de         
Idalino, Spagnuelo e Martina (2017) utilizando a biblioteca. O terceiro          
passo é a criação dos logs a serem usados neste trabalho. O quarto e              
último passo é a criação do Sistema Médico, Verificador e do Cliente            
que utilizam a biblioteca de ​searchable encryption desenvolvida. Após a          
implementação, será discutida a aplicabilidade deste trabalho, levando        
em consideração o protótipo desenvolvido neste trabalho. 
 
 
1.4 ORGANIZAÇÃO DOS CAPÍTULOS 
 






● Fundamentação teórica: Apresentação dos conceitos julgados      
necessários para o entendimento do conteúdo a ser discutido         
nesse trabalho.  
 
● Modelo: Explicação do modelo a ser usado para        
implementação, suas suposições​ ​e resultados esperados.  
 
● Implementação: Organização do projeto de implementação,      
componentes usados, trechos de código considerados cruciais       
para o trabalho. 
 
● Conclusão: Apresentação do que foi obtido com este trabalho,         
sua importância e contribuição para o estado da arte em          
privacidade de dados. Além disso, será feita uma discussão a          
respeito de possíveis áreas a serem exploradas, as quais não          

























“Sometimes life's going to hit you in the        
head with a brick. Don't lose faith. I'm        
convinced that the only thing that kept       
me going was that I loved what I did.” 












2  FUNDAMENTAÇÃO TEÓRICA  
 
Neste capítulo serão introduzidos conceitos avaliados      
necessários para o entendimento do trabalho realizado. 
 
2.1  CRIPTOGRAFIA 
 
Criptografia é o estudo de técnicas matemáticas relacionadas à         
segurança da informação, que engloba itens como confidencialidade,        
integridade, autenticação de dados e da origem (MENEZES; VAN         
OORSCHIT; VANSTONE, 1996). Cifrar é uma técnica de        
transformação da informação de uma forma legível para uma forma          
ilegível utilizando uma chave. A informação ilegível só pode ser          
transformada em algo legível novamente com a posse de uma chave. O            
processo de transformação de informação legível em ilegível,        
transformando informação em ​plaintext (​texto plano) ​para ​ciphertext        
(texto cifrado) é chamado de cifragem.  
A criptografia é um dos grandes pilares do mundo moderno,          
desde o seu uso limitado pelos Egípcios há 4000 anos atrás e começando             
com seu emprego crucial durante as grandes guerras no século XX           
(MENEZES; VAN OORSCHIT; VANSTONE, 1996). Hoje, a       
criptografia não é somente usada para proteger segredos nacionais, mas          
também para proteger a privacidade de cada cidadão. 
A importância da criptografia no mundo moderno começou        
depois do uso de computadores para armazenamento de informações,         
sendo usada para proteger os dados digitais. Desde então, várias técnicas           
de criptografia foram propostas para resolver diversos problemas. 
Para exemplificar, será utilizado um cenário onde Alice e Bob          
desejam trocar mensagens privadas entre si e Eve deseja ver ou alterar o             
conteúdo dessas mensagens. A Figura 1 mostra um cenário de          
comunicação insegura entre Alice e Bob com interceptação da         
mensagem por Eve. Comunicação insegura é uma comunicação onde se          





Figura 1 - Troca de mensagens insegura 
 
2.1.1 Criptografia Simétrica 
 
A criptografia simétrica é uma classe de criptografia que utiliza
somente uma chave. Esta chave consegue cifrar e decifrar a mensagem.           
No exemplo da Alice e do Bob, é preciso que eles definam uma chave              
com uma comunicação segura e então poderão trocar mensagens         
seguras em um canal não seguro. Quem tiver posse dessa chave
consegue decifrar as mensagens trocadas. Este cenário descrito pode ser          
visto na Figura 2 onde Alice e Bob possuem a mesma Chave c e Alice               
manda a mensagem “Olá Bob” cifrada com a Chave C para Bob que             
então pode decifrar com a mesma Chave c. Já que Eve não possui a





Figura 2 - Troca de mensagens com criptografia simétrica 
 
 
Uma das dificuldades da utilização da criptografia simétrica é         
encontrar um meio seguro para o acordo de chave. Esse tema foi ponto
de partida para vários trabalhos, um deles foi o algoritmo de           
Diffie-Hellman que torna possível duas pessoas combinarem uma chave         
por um canal inseguro (DIFFIE; HELLMAN, 1976). Uma alternativa é          
não utilizar chave simétrica, eliminando a necessidade de um acordo de





A criptografia assimétrica, também conhecida como      
criptografia de chave pública, é outra classe de criptografia a qual utiliza            
um par de chaves diferentes. Neste tipo de criptografia, uma chave é
pública, enquanto a outra é secreta. O texto cifrado que uma chave            
produz só pode ser decifrado com a outra chave. A Figura 3 mostra um              
cenário da Alice e do Bob onde ambos disponibilizariam sua chave           
pública, para que a Alice possa mandar uma mensagem privada para
Bob. A Alice deve cifrar a mensagem com a chave pública do Bob, e              












O termo utilizado na literatura é ​Searchable Encryption​, porém,         
o autor pode se referenciar a ​searchable encryption como criptografia          
consultável como tradução direta ao longo do texto. A criptografia
consultável permite que um servidor faça buscas em documentos sem          
que possa extrair qualquer informação destes documentos       
(ABDELRAHEEM, 2016). 
Alguns esquemas de criptografia consultável possibilitam fazer
pesquisas no ​ciphertext ​enquanto a maioria dos esquemas permite a          
geração de um ​index com ​keywords ​que são utilizadas para a geração da             
query e a pesquisa posteriormente (BÖSCH et al., 2015). Para pesquisar,           
o cliente gera uma query com os predicados que deseja verificar e envia
para o servidor, que por sua vez itera sobre os ​index ​e retorna os              
documentos que satisfazem o predicado. Os tipos de criptografia         
consultável e suas vantagens e desvantagens serão discutidas na seção          




A Figura 4 ilustra um cenário ​client-server utilizando        
searchable encryption. ​O primeiro passo é o cliente gerar os índices           
cifrados para serem mandados à cloud junto com os dados cifrados.  
 
Figura 4 - ​Searchable Encryption​ em um cenário ​client-cloud 
 
Os algoritmos de criptografia consultável clássicos só permitem a
consulta de uma única ​keyword, ​porém muitos problemas, como o          
apresentado neste trabalho, necessitam de um algoritmo mais expressivo         
onde é possível fazer ​queries ​booleanas. Por exemplo, com um          
algoritmo clássico é possível fazer a query dos logs de dados médicos
onde a ​ob é igual a ‘X-RAY’. Porém, no escopo deste trabalho é             
necessário o uso de ​queries mais expressivas como por exemplo, uma           
consulta onde ​ob​ é igual a ‘X-RAY’ e ​actor ​é igual a ‘1’.  
De acordo com Kamara e Moataz (2017) uma solução ingênua de
realizar essa consulta denominada de ​response-revealing seria fazer a         
pesquisa onde ​ob é igual a ‘X-RAY’, outra pesquisa onde id é igual a              
‘1’ e realizar a intersecção entre os dois resultados. O problema desta            
solução ingênua é que apesar de não vazar diretamente as keywords, o
server teria os índices da primeira e da segunda consulta. Alguns tipos            
de ataques poderiam descobrir informações sensíveis sobre os dados         
cifrados com um número significante de ​queries​. Com um algoritmo          
que suporta queries mais expressivas o servidor teria somente os índices
da intersecção, ou seja, o equivalente a uma pesquisa de uma única            
keyword​.  
Outra solução ingênua denominada de r​esponse-hiding por        
Kamara e Moataz (2017) são esquemas que o server não consegue
descobrir os índices que são somente calculados no cliente, o problema           
de soluções como esta, de acordo com os autores, são que são            
ineficientes por passar informações redundantes. No caso do exemplo         
anterior, o problema de informações redundantes seria que o servidor
responderia todos os índices onde ​ob é igual a ‘X-RAY’ ​e todos os             




Ainda de acordo com Kamara e Moataz (2017), qualquer esquema de           
criptografia consultável deve resolver um desses dois problemas das         
soluções ingênuas. 
 
2.3 DADO, INFORMAÇÃO E CONHECIMENTO 
 
Os termos dado, informação e conhecimento normalmente são        
usados como sinônimos fora de um contexto formal. Porém, é          
importante definir as diferenças entre os três termos para um          
compreendimento melhor ao longo deste trabalho. Os dados são         
informações não tratadas, não podem transmitir mensagem ou        
conhecimento. Eles são a matéria prima para a informação. As          
informações são os dados tratados, utilizam os dados para adicionar          
contexto e agregação de valores aos dados e podem ser usados para            
tomar decisões ou afirmações. O conhecimento pode ser visto como          
uma informação tratada e trabalhada, do mesmo jeito em que a           
informação é vista como um dado trabalhado. O conhecimento é usado           
por uma pessoa para criar, armazenar e compartilhar informações. 
 
 
2.4 CONFIDENCIALIDADE, INTEGRIDADE, 
DISPONIBILIDADE, AUTENTICIDADE E 
IRRETRATABILIDADE 
 
Confidencialidade, integridade, disponibilidade, autenticidade e     
irretratabilidade são consideradas as propriedades básicas da segurança        
da informação e são importante para um compreendimento completo do          
trabalho desenvolvido na área de segurança da informação. A         
confidencialidade consiste em que somente pessoas autorizadas terão        
acesso ao dado decifrado. No contexto deste trabalho, os registros de           
acesso do paciente devem garantir a propriedade de confidencialidade,         
onde somente o paciente e o sistema médico consigam acessar os           
registros. A integridade garante que a informação mantenha todas as          
suas características originais ao longo do seu ciclo de vida. A           
disponibilidade garante que a informação esteja sempre disponível. A         
autenticidade garante que a fonte anunciada pela informação seja         
verídica. A irretratabilidade ou não repúdio, garante que não seja          




2.5 RESUMO CRIPTOGRÁFICO 
 
Resumo criptográfico, também conhecido como hash, é uma
função matemática onde é extremamente difícil computacionalmente       
descobrir o valor de entrada dado o valor de saída. O valor de saída             
normalmente é chamado de resumo criptográfico ou ​hash ​. Deve ser          
difícil encontrar duas mensagens com o mesmo hash, assim como
modificar uma mensagem mantendo o mesmo ​hash ​. Quando isso         




Com a criptografia de chave pública foi possível criar a          
assinatura digital, um método que permite as propriedades de         
integridade, autenticidade e não repúdio. Ela utiliza funções de resumo
criptográficos e criptografia de chave pública. 
A Figura 5 ilustra o ato de assinar um documento. Para assinar,            
primeiramente o assinante cria um hash do documento usando funções          
de resumo criptográfico. Logo em seguida, ele utiliza a sua chave
privada cifrar o ​hash ​. Este resultado é a assinatura digital, que deve ser             
enviado juntamente com o algoritmo de cifragem e o documento para           
verificação da assinatura.  
 
           Figura 5 - Ato de assinar com assinatura digital
 
 
A Figura 6 ilustra o processo de verificação de assinatura          
digital. O receptor recebe o documento junto com a assinatura digital e
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para verificar a assinatura digital, ele precisa fazer o caminho reverso do            
processo de assinatura. O receptor aplica a chave pública de quem           
supostamente assinou o documento na assinatura para obter o hash. Em           
seguida, ele a função de resumo criptográfico no documento e é
comparado este ​hash com o resultado anterior. Se forem iguais, isso           
prova a integridade do documento pois ambos os ​hashes são iguais           
confirmando que são resultados da função de resumo criptográfico do          
mesmo documento. Também prova a autenticidade da assinatura e o não
repúdio pois somente o assinante pode realizar esta assinatura com sua           
chave privada. 
 
   Figura 6 - Verificação de assinatura digital 
 
2.7 CERTIFICADO DIGITAL 
 
O certificado digital é um documento digital que contém a          
chave pública junto com outras informações importantes da entidade
qual possui a chave privada. As informações contém o tipo de           
algoritmo, nome do titular, a chave pública, o período de validade entre           
outras informações. O órgão emissor do certificado é quem atesta a           
veracidade de que o titular possui a chave privada correspondente a esta






2.8 SISTEMAS MÉDICOS 
 
Sistemas médicos é um termo genérico que abrange diferentes         
tipos de sistemas com diversas funcionalidades e objetivos. Uma meta          
em comum entre todos eles é a coleta e armazenamento de informações            
da saúde de um paciente em um formato digital. Essas informações           
podem ser disponibilizadas para o paciente ou a equipe médica. Essas           
informações incluem dados como histórico médico, dados       
demográficos, medicamentos, alergias, testes de laboratório, imagens de        
radiografia entre outras informações (KIERKEGAARD, 2011). O       
sistema também pode conter informações adicionadas pelo paciente        
como por exemplo seu peso por meio de uma balança digital conectada            
a seu celular e outras informações manualmente adicionadas pelo         
paciente como humor ou dor. A grande vantagem de um sistema médico            
é o poder de busca que ele oferece para a equipe de saúde e a segurança                
de manter os dados armazenados digitalmente. Sem um sistema médico,          
o hospital tem que manter uma organização física de informações          
relacionadas a seus pacientes, o paciente também deve manter uma          
cópia de seus exames e quando realizar uma visita ao hospital deve            
procurar todos os exames relevantes e levar consigo. Em muitos casos           
esses exames podem ser perdidos ou o paciente pode não levar exames            
relevantes para a visita. O uso de sistemas médicos soluciona esses           
problemas de perda e replicação de dados e possibilita a equipe médica            
encontrar tendências no histórico unificado do paciente. Além disso, se          
o sistema médico for amplamente adotado, principalmente em        
instituições públicas atingindo uma grande parte da população,        
possibilita o estudo estatístico muito preciso (TANG et. al. 2006).  
Este trabalho terá foco em sistemas médicos orientados aos         
pacientes. São sistemas onde o paciente tem poder sobre seus dados. As            
definições de um sistema de saúde com essa filosofia começaram a           
aparecer no começo dos anos 2000 (MARKLE FOUNDATION, 2003).         
No começo eram definidos sistemas onde o paciente mantém as          
informações no sistema atualizadas, adicionando seus resultados de        
exame, diagnósticos, informações geradas pelo paciente entre outras        
informações mencionadas anteriormente. Além de armazenar as       
informações, algumas implementações do sistema também possibilita a        




exames e lembretes. Eliminando essas barreiras de comunicação e         
possibilitando a troca de informações facilmente, sistemas médicos        
poupam o tempo gasto com consultas e podem salvar vidas auxiliando a            
equipe médica a diagnosticar problemas de saúde precocemente ou         
receitar um tratamento eficiente para a saúde do paciente baseado nos           
resultados dos tratamentos anteriores. 
Antes do surgimento de sistemas médicos existiam outras        
maneiras de manter um sistema por meio de diferentes plataformas que           
conseguiam atingir algumas das funcionalidades dos sistemas médicos        
atuais. A mais básica é manter arquivos impressos em papéis e ter uma             
organização de arquivos, para compartilhar com o médico tirar cópias          
dos documentos necessários e levar para a visita. O armazenamento em           
papel consegue atingir a funcionalidade de organização dos dados como          
um sistema médico, porém depende do usuário o nível de organização e            
tem problemas com perda de dados em caso de algum desastre, ou            
esquecimento do usuário em levar outros exames necessários. Além         
dessa plataforma, era comum manter o sistema médico com dispositivos          
eletrônicos, porém localmente. Pode ser utilizado um ​software        
específico de sistemas médicos, onde o usuário mantém uma cópia dos           
dados local que podem estar cifrados ou não, e o usuário deve combinar             
um meio de comunicação para compartilhar os dados com o seu médico.            
O problema com este meio é a falta de um padrão para            
compartilhamento com os funcionários da saúde e o usuário ser          
responsável pelos ​backups ​de seus dados. Por último, soluções         
modernas que gerenciam o compartilhamento, recuperação de dados,        
adição de informações automática. Esse tipo de plataforma promove os          
pontos positivos anteriormente citados, porém gera algumas questões        
controversas. Uma das questões é como essa tecnologia pode ameaçar a           
privacidade dos usuários. O medo dos usuários em ter todos os seus            
dados médicos online pode atrasar a adoção dos sistemas médicos.          
Soluções que promovem a garantia de confiabilidade e maior segurança          
para os pacientes em relação aos registros de acesso, como a           
apresentada neste trabalho, podem transformar a expressividade da        
adoção dos sistemas médicos. 
 





Fast Healthcare Interoperability Resources, ​ou FHIR, é um        
protocolo criado para definir formato de dados e uma API para a troca             
de dados entre sistemas médicos (BENDER; SARTIPI, 2013). O         
protocolo foi criado por uma organização sem fins lucrativos chamada          
Health Level Seven International envolvida no desenvolvimento de        
padrões para sistemas médicos. 
Esse protocolo foi criado a partir de outros protocolos já          
utilizados para troca de mensagens de sistemas médicos como as antigas           
versões do HL7 (BENDER; SARTIPI, 2013), um protocolo também         
criado pela mesma organização . O objetivo do ​FHIR é trazer um padrão             
mais fácil de implementar, utilizando tecnologias modernas ainda        
mantendo interoperabilidade com sistemas antigos. Os dados podem ser         
representados em formato ​JSON ou ​XML​, e a comunicação é feita           
utilizando uma ​API RESTful​. 
 
2.8.2 Implementações de sistemas médicos 
 
Várias implementações de sistemas médicos foram criadas, as        
mais notáveis são das maiores empresas de tecnologia no mundo como a            
Google​, ​Microsoft e ​Apple​. A ​Google apostou em sistemas médicos com           
o lançamento do produto ​Google Health em 2008 (LOHR, 2011), porém           
foi finalizado em 2011 por falta de adoção de usuários. O serviço            
possibilitava os pacientes a inserirem seus dados médicos manualmente         
ou automaticamente se forem dados em empresas parceiras. O motivo          
acreditado ser o principal para a não adoção do ​Google Health foi a             
desconfiança dos usuários em fornecer seus dados para a empresa.          
Farzard Montashari, antigo coordenador da tecnologia e informação da         
saúde no departamento de saúde e serviços humanos dos Estados          
Unidos, acredita que o ​Google Health estava a frente do seu tempo e             
que desde então tem sido criado ​standards para compartilhamento de          
dados médicos (CNBC, 2017). A ​Microsoft também lançou seu produto          
em sistemas médicos chamado de ​Microsoft HealthVault lançado em         
2007 e oferece também os mesmos serviços esperados de um sistema           
médico (THE ECONOMIST, 2007). Cada indivíduo tem o seu ​Vault          
que pode compartilhar com outras pessoas. Após a saída da ​Google           
deste mercado o ​HealthVault recebeu um fluxo grande de usuários e           
permaneceu sozinha por um tempo no mercado, inclusive diminuindo as          




Apple CareKit que é um ​SDK que permite o desenvolvimento          
padronizado e rápido de sistemas médicos que permitiu o         
desenvolvimento de diferentes sistemas médicos. O ​Apple CareKit é         
uma aposta diferente de mercado do ​HealthVault​, pois não é um sistema            
desenvolvido somente pela ​Apple​, são ferramentas que podem ser         
utilizadas para o desenvolvimento padronizado de sistemas médicos na         
plataforma da ​Apple​. 
 
2.8.2.1 Apple Health 
 
A Apple lançou em 2015 o ​framework chamado ​ResearchKit​,         
ela possibilitava pesquisas médicas em massas utilizando o ​iPhone         
(EARL, 2015). Com a adoção rápida do ​ResearchKit e a qualidade de            
seus resultados, fazendo pesquisas médicas com milhões de pessoas         
somente utilizando seus celulares, perceberam que poderiam ampliar        
muito mais a área da saúde nos seus aparelhos (UMER, 2016). Então,            
lançaram o ​framework chamado ​CareKit​. ​CareKit é um ​framework open          
source que auxilia provedores de saúde a criarem aplicativos que dão           
poder aos usuários. Eles permitem o acompanhamento muito mais         
pessoal entre o paciente e o médico. Um exemplo seria o           
acompanhamento pós-operatório onde normalmente é dado um papel        
com instruções iguais para todo o paciente e elas são estáticas, ou seja,             
não mudam independente da recuperação do paciente. O ​CareKit         
possibilita que o paciente responda perguntas de como está sua          
recuperação, dando escala para dor, e suas instruções pós-operatórias         
são dinâmicas, mudando de acordo com a recuperação do paciente.  
Quando lançaram o ​CareKit​, cada implementador criava seu        
esquema de comunicação de dados entre o paciente e o hospital, assim            
como a privacidade de acesso. A ​Apple percebeu que o          
compartilhamento de dados entre o paciente e o sistema médico era uma            
área crítica, então em 2017 lançaram uma ​API pronta para a           
comunicação entre o sistema médico e o aplicativo utilizando a          
framework CareKit (DEKOSHKA, 2017). 
Porém, o CareKit ainda é simplesmente um ​framework para         
implementar sistemas médicos, então depende de cada sistema médico         





























“War is peace. 
Freedom is slavery. 
Ignorance is strength.” 










3     MODELO 
 
O modelo proposto por Idalino, Spagnuelo e Martina (2017)         
tem como objetivo promover o poder aos usuários de sistemas médicos           
de verificar a concordância dos acessos ao sistema médico com suas           
preferências de acesso à seus dados médicos. Além disso, o usuário           
também tem o poder de verificar com um terceiro, onde o verificador            
não poderá extrair informações a partir dos logs de acesso. Cada           
paciente tem sua política de privacidade, contendo o que cada membro           
da equipe médico pode acessar de seus dados. 
Os autores assumem três diferentes participantes nesse sistema,        
são eles: 
● Sistema médico: Armazena os dados médico dos pacientes e é          
responsável por compartilhar os dados entre os participantes e         
fornecer uma lista de logs com os acessos aos dados do paciente 
● Paciente: Usuário do sistema, dono das informações contidas        
no sistema médico. Pode pedir acesso aos logs do sistema          
médico para verificar por si mesmo ou enviar para qualquer          
terceiros para fazerem a verificação. 
● Verificador: Terceiro que pode fornecer serviços para       
verificação de acesso a dados de pacientes sem conseguir obter          
informações sobre o paciente. 
 
Além disso, os autores também definem requerimentos para o         
sistema como: 
● Verificação Automatizada: O sistema médico deve fornecer       
meios para facilitar a verificação para o paciente. 
● Auditoria de dados independente: Um terceiro pode verificar os         
dados de acesso aos dados do paciente.  
● Privacidade: Em nenhum momento a privacidade do paciente        
deve ser violada. 
 
Para isso, foi utilizado criptografia consultável, que permite        
fazer buscas no dado cifrado sem revelar informações sobre os dados.           
Os logs de registro de acesso precisam passar pelo algoritmo de           
criptografia consultável utilizado, gerando os índices e as ​keywords de          
cada índice. O paciente e o sistema médico fazem um acordo de uma             




paciente, por sua vez, com posse da chave em que foi cifrado os índices              
e as ​keywords​, deve criar uma ​query de acordo com as suas preferências             
de acesso. Então, ele pode enviar os dados cifrados para o verificador            
junto com a ​query​, que pode auditar esses logs cifrados e retornar o             
resultado afirmando se todos os logs respeitam as preferências de acesso           
ou não, sem obter alguma informação sobre o paciente. A Figura 7            
ilustra o modelo proposto. 
 
Figura 7 - Modelo 
 
O modelo deles assume o sistema médico como honesto mas          
não confiável. Desse modo, o sistema não é malicioso, mas pode ser            
abusado, como alguém acessar algum dado médico que não poderia.          
Eles consideram o verificador honesto mas curioso, se tiver alguma          
informação sobre o paciente disponível ele não respeitaria o sigilo. Eles           
também consideram a existência de um atacante que pode reter qualquer           
informação disponível ao verificador. 
Para evitar colusão entre o sistema médico e o verificador, os           
autores recomendam a implementação de verificadores por diferentes        
entidades. Dessa forma, colusões seriam evitadas, pois a possibilidade         
de um paciente utilizar outro verificador honesto é muito alta e o            
sistema médico perderia completamente a sua credibilidade, o que é o           
objetivo oposto da utilização deste trabalho. Além disso, verificadores         
podem ser verificados enviando uma requisição de verificação onde o          




O trabalho proposto pelos autores não leva em consideração a          
integridade dos logs de acesso por isso ser de responsabilidade do           
sistema médico. Eles assumem que o sistema médico mantém logs          
seguros e íntegros. 
 
 
3.1 ALGORITMOS UTILIZADOS PELO MODELO 
 
O algoritmo descrito na Figura 8 é o qual o sistema médico gera             
os logs de acesso cifrados. O sistema médico cifra cada log           
individualmente, criando um ​index para cada um, contendo as         
palavras-chave do log, como a ação e o autor dessa ação. A geração do              
index​ depende do algoritmo de criptografia consultável usado. 
 
 
Figura 8 - Algoritmo EncryptLogs retirado de Idalino, Spagnuelo         
e Martina (2017)  
 
 
Depois de gerar e cifrar os índices com as keywords de cada log,             
eles são enviados ao paciente. Ele, por sua vez, pode escolher analisar            
os logs por sí mesmo ou dar essa tarefa a um verificador. Caso decida              
enviar para um verificador, é necessário explicar ao verificador o que           
ele deve buscar nesses logs. Para isso, o paciente gera uma query. A             
Figura 9 mostra esse processo da geração da query. A query é gerada de              
acordo com a política de privacidade acordada com o sistema médico.           
Essa política de privacidade define o que cada membro da equipe           
médica pode acessar nos dados do paciente. Se a política de privacidade            
não for alterada, o paciente pode reutilizar essa query futuramente. A           




normal form (DNF), que é uma normalização de uma disjunção de           
cláusulas conjuntivas, utilizando um id identificando a pessoa e um          
action identificando a ação que essa pessoa pode realizar. Uma query           
ficaria no seguinte formato (id1 /\ action1) \/ (id1 /\ action2 ) \/ (id2 /\               
action1). É utilizado a DNF pois com ela é possível realizar a disjunção             
de cláusulas conjuntivas, nesse caso é a disjunção das conjunções dos           
ids dos membros médicos com os actions que eles podem realizar.           





Figura 9 - Algoritmo GenerateQuery retirado de Idalino,        
Spagnuelo e Martina (2017)  
 
 
Depois de gerar a query, o paciente deve enviar os logs cifrados e             
a query para o verificador. Isso é suficiente para o verificador fazer a             
busca nos logs e retornar os que estão de acordo com a query. A busca               
por parte do verificador é mostrada na Figura 10. Note que este            
algoritmo também depende do esquema de criptografia consultável        
booleana utilizado. Depois de realizar a verificação, o verificador envia          





Figura 10 - Algoritmo Search retirado de Idalino, Spagnuelo e          
Martina (2017)  
 
O resultado pode ser simplificado mandando uma mensagem        
positiva ou negativa se há violação da política de acesso do sistema            
médico a partir do resultado da ​query a partir da condição de que todos              
os índices estão de acordo com a ​query​. O algoritmo 2 de geração da              
query também pode ser facilmente modificado para indicar quais logs          
violam a política e o paciente pode decifrar esses logs para descobrir            
qual foi a violação. Em nenhum momento o verificador obtém qualquer           
dado sobre os logs de acesso, ou sobre a ​query​. A única informação para              
ele é a quantidade de ​logs que estão de acordo com a ​query enviada, que               





























“It is not enough that we do our best;         
sometimes we must do what is      
required.” 






4     IMPLEMENTAÇÃO 
 
A implementação tem diferentes componentes, são eles: 
● Uma pequena biblioteca de criptografia consultável chamada       
OpenSSE​. 
● O sistema médico: Armazena os dados dos pacientes e fornece          
os logs de acesso cifrados. 
● Um verificador: Opera com os logs de acesso cifrados dos          
pacientes. 
● O sistema para o paciente que pode criar sua query cifrada e            
verificar o resultado. 
 
 
A implementação do sistema médico, verificador e paciente        
foram feitas em classes distintas que implementam o protocolo         
JSON-RPC junto com suas respectivas aplicações web que se         
comunicam via ​JSON-RPC​. Para o uso da técnica de criptografia          
consultável foi criada uma pequena biblioteca nomeada pelo autor deste          
trabalho de ​OpenSSE​, para que possa ser utilizada pelas classes do           
sistema médico, verificador e paciente. 
Com estas classes e a biblioteca desenvolvidas, foram feitos os          
testes e experimentos envolvendo as três diferentes classes para analisar          
a aplicabilidade do projeto. 
 
 
4.1 TECNOLOGIAS UTILIZADAS 
 
Para a implementação do sistema médico e verificador foi         
decidido utilizar a linguagem C++. Foi utilizado o protocolo de          
comunicação ​JSON-RPC para a comunicação com as funções        
desenvolvidas. Para a chamada das aplicações web para suas respectivas          
funções via ​JSON-RPC foi utilizado ​jQuery​. Para o armazenamento da          
política de acesso, será utilizado o formato ​JSON. 
Para implementar as chamadas JSON-RPC foi utilizado a        
biblioteca ​libjson-rpc-cpp que permite a criação de classes que         
implementam o protocolo ​JSON-RPC a partir de um arquivo de          




possível definir todas as chamadas RPC de uma classe. Um exemplo de            








"returns" : "Hello Peter" 
}, 
{ 




Com o arquivo ​JSON de especificação, é possível gerar as          
classes abstratas de ​Server​ e ​Client​ com o comando: 
 
jsonrpcstub spec.json --cpp-server=AbstractStubServer   
--cpp-client=StubClient 
 
Este comando gera as classes abstratas de ​Server ​e ​Client. ​Basta           
implementar os métodos abstratos definidos nas especificações em uma         
classe herdando o ​AbstractStubServer e iniciar o servidor que qualquer          
client ​JSON-RPC 2.0 compliant ​pode se comunicar. Para o ​Client basta           
herdar da classe ​StubClient iniciar um objeto ​StubClient ​e chamar os           
métodos RPC pelo objeto. 
 
4.2 IMPLEMENTAÇÃO DE UM ALGORITMO DE CRIPTOGRAFIA 
CONSULTÁVEL BOOLEANA 
 
Para a implementação do algoritmo de criptografia consultável        
foi escolhido o algoritmo proposto por Abdelraheem et al. (2016). Os           
autores propuseram um algoritmo de criptografia consultável que        
permite operações booleanas. Apesar de que este algoritmo não foi          
diretamente mencionado no trabalho proposto por Idalino, Spagnuelo e         




Cash et al. (2013) citado pelos autores. Ele possui as características           
necessárias apontadas pelos autores para ser utilizado como o algoritmo          
de criptografia consultável neste modelo. A mais importante sendo a de           
utilização de query com múltiplas ​keywords​. Além disso, Abdelraheem         
et al. (2016) disponibilizou os código dos testes realizados em sua           
pesquisa, o que facilitou a implementação da biblioteca ​OpenSSE​. 
Com isso, a implementação da criptografia consultável foi a         
adaptação do código de algoritmo de criptografía consultável        
disponibilizado por Abdelraheem et al. (2016) em uma pequena         
biblioteca chamada ​OpenSSE. ​Ela possui duas classes ​Client e ​Server​. O           
Client é responsável por coletar as ​keywords ​e ​indexes e cifrar utilizando            
uma chave escolhida. O ​Client também é responsável pela criação da           
query ​e verificação do resultado. O ​Server realiza a consulta nos ​indexes            
e ​keywords​ cifrados.  
O código disponibilizado por Abdelraheem et al. (2016) foi feito          
para realizar os testes de desempenho disponibilizados em seu trabalho,          
as funções do ​Client e ​Server se comunicavam entre si via ​sockets​. Com             
isso, a primeira alteração necessária foi abstrair os algoritmos de          
criptografia consultável para que funcionassem independente da       
conexão do ​Client​ com o ​Server.  
No trabalho desenvolvido, por utilizar um número relativamente        
pequeno de dados, não tem problema com a complexidade dos          
algoritmos, somente com a confidencialidade. Os algoritmos de        
criptografia consultável propostos por Cash et al. (2013) e Abdelraheem          
et al. (2016) são soluções baseadas em ​response-hiding​. A ​queries          
nestes esquemas são feitas na forma ​w1 ^ f(w2, w3, …, wn). ​Os autores              
definem ​dois grupos, ​s-tag e ​x-tags​. O grupo ​s-tag seria o ​w1 e os              
elementos do grupo das x-tags seriam as ​keywords ​w2 ​, ​w3​,​wn ​. Neste          
algoritmo, o servidor realiza uma consulta de única palavra com o ​w1 e             
obtém os índices, a partir disso ele faz uma consulta com cada ​x-tag             
somente nos índices obtidos pelo ​w1 ​. O ​server envia para o ​client os             
índices das ​x-tags cifrados, ou seja, o único conhecimento do server é a             
da ​query de ​w1​, como uma consulta de palavra única. Após receber os             
resultados, o ​client pode decifrar os índices das x-tags e realizar as            
operações booleanas, no caso do trabalho dos autores seria ​w1 ^ w2 ^             
w3 ^ wn. ​O problema de informações redundantes neste algoritmo          
proposto é feito pela conjunção lógica entre a ​s-tag e as ​x-tags​. Para             




menor frequência para economizar operações para as ​x-tags. ​A figura 11           
ilustra a interação ​Client <-> Server. 
 
 
Figura 11 - Interação Client ​Server​ na OpenSSE  
 
Este trabalho visava utilizar a criptografia consultável para        
realizar consultas no formato ( ( w1 AND w2) OR ( w3 AND w4) OR               
(wn AND wn) ) ​onde cada conjunção é entre o ​id e ​action​. Dessa forma,               
não é possível utilizar o mesmo formato apresentado no trabalho de           
Abdelraheem et al. (2016). Para isso, foi adaptado para que o resultado            
das ​x-tags seja resolvido depois de ter chamado a classe ​Client para            
resolver o resultado onde é possível realizar qualquer operação booleana          
entre as ​x-tags​. Com esta utilização de esquema de criptografia          
consultável com ​response-hiding​, como alguns dos propostos por        
Idalino, Spagnuelo e Martina (2017), é necessário que o paciente opere           
sobre o resultado do verificador, como pode ser visto no novo modelo            
na Figura 12. Já que a ​query para cada log não é composta por múltiplos               
termos, e sim a possibilidade de fazer mais de uma pesquisa de única             
palavra sem vazamento de informações, precisa ser alterada a forma de           
procurar por violações, sem o uso da ​DNF​, esse novo algoritmo será            







Figura 12 - Modelo adaptado para criptografia consultável        
response-hiding 
 
A Classe ​Client possui 4 métodos importantes, são eles:         
setupDB, singleSearch, conjunctiveSearch e ​fetchResult​. O método       
setupDB realiza a leitura dos arquivos e cria a lista de ​indexes e             
keywords análogo ao algoritmo descrito na Figura 8. Este método recebe           
como parâmetro a localização dos arquivos, o limite de arquivos para           
leitura e onde ele deve escrever o arquivo de saída dos ​indexes e             
keywords cifrados. Para facilitar a implementação, todas as funções         
utilizam uma chave que está ​hard-coded​. O método ​setupDB antes das           
alterações realizadas, abria um socket para mandar as informações dos          
indexes​ e ​keywords​ para o cliente. 
O método ​conjunctiveSearch da classe ​Client ​cria a query para          
busca com múltiplas ​keywords​, ela recebe como parâmetro a ​s-tag e as            
x-tags. ​Com a chave que está ​hardcoded ela cifra a ​query e retorna a              
query cifrada. ​Antes das alterações realizadas, este método abria um          
socket​ com o ​Server​ e mandava a ​query cifrada​. 
O método ​fetchResult da classe ​Client retorna um vetor de          
bitsets contendo os ​indexes ​que contém a ​x-tag a partir do resultado do             




query ​conjunctiveSearch no ​Server. Com isso, ela decifra cada resultado          
das ​x-tags ​e adiciona o ​bitset contendo os índices que contém a ​x-tag a              
um vetor. Antes das alterações, o método ​fetchResult era um método           
privado da classe, chamado no método ​conjunctiveSearch para decifrar         
o resultado e então realizar operações lógicas ​AND ​ com todas as ​x-tags​. 
A classe ​Server possui três métodos importantes, são eles:         
setupEDB, singleKeywordSearch e conjunctiveSearch​. O método      
setupEDB foi criado para que o objeto da classe ​Server inicializar suas            
s-tag ​e ​x-tags para as buscas a partir de um arquivo, ele recebe como              
parâmetro a localização do arquivo contendo os ​indexes e ​keywords          
cifrados. Após executar o ​setupEDB com um objeto da classe Server é            
possível chamar os métodos ​singleKeywordSearch ​e ​conjunctiveSearch.       
O método ​conjunctiveSearch recebe como parâmetro a ​query ​e a          
localização para o arquivo de saída. Ela primeiro executa uma          
singleKeywordSearch com a s-tag, e então para cada ​index que contém           
essa ​s-tag ele executa a query de cada ​x-tag ​e escreve o resultado no              
arquivo de saída. 
 
4.3 LOGS DE ACESSO 
 
Os logs de acesso estão em um único arquivo. Eles são           
organizados na seguinte forma:  
 
ACTION:GET DATE:2018-05-14 ACTOR:1 OB:X-RAY 
 
Neste formato, o campo ​ACTION pode ser ​GET ou ​SUBMIT ​,           
representam o ato de pegar informações ou incluir informações sobre o           
paciente respectivamente. O campo ​DATE representa a data que foi          
realizada esta ação. O campo ​ACTOR ​representa o ator dessa ação, no            
caso alguém da equipe médica identificado pelo seu ​id numérico. O           
campo ​OB ​representa o artefato médico submisso a esta ação. 
 
Para simplificar a implementação, todos os logs gerados para o          
trabalho são de um único paciente. Os logs são iterados pela função            
setupDB ​do ​Client ​na biblioteca ​OpenSSE​.  
 
Foram criados 10 ids ​para o campo ​ACTOR ​que representam 10            




alguns termos para dados de sistemas médicos. São eles: ​X-RAY,          
URINE-SAMPLE, DNA, MRI, LDL, HDL, VLDL, VHS, T3, T4.         
Totalizando 10 dados médicos, em sua maioria são resultados de          
exames de sangue para entrar no contexto de sistemas médicos. 
 
 
4.4 POLÍTICA DE ACESSO DO USUÁRIO 
 
As preferências de acesso dos dados médicos dos usuários são          
definidas por um arquivo JSON que define a regra para cada tipo de             
dado médico com um array de ids que podem acessar estas informações            
de acordo com as preferências do usuário. As preferências de acesso           
usadas foram a descrita abaixo. 
 
{ 
    "patient": "John Doe", 
    "allow": { 
                "X-RAY": [1, 2, 3, 4], 
                "URINE-SAMPLE": [2, 3], 
                "DNA": [9], 
                "MRI": [7], 
                "LDL": [6], 
                "HDL": [6], 
                "VLDL": [6], 
                "VHS": [1], 
                "T3": [1,4], 
                "T4": [1,4] 
    } 
} 
 
Desta maneira, o paciente “John Doe” permite, por exemplo, que          
os médicos com id de 1 e 4 podem acessar os resultados do exame de               
sangue ​t3 e ​t4​. O paciente permite que várias pessoas acessem dados do             
X-RAY​ como​ ​os médicos com ​ids 1, 2, 3, 4.  
 





O Sistema Médico mantém os logs de acesso e as preferências           
dos usuários. Ele tem duas funções, são elas: ​GetPatientPreferences,         
GenerateEncryptedLogs​. No escopo deste protótipo, o      
GetPatientPreferneces ​retorna o JSON relacionado ao paciente ​John        
Doe ​. Para gerar os ​indexes ​e ​keywords cifrados, o sistema médico cria            
um objeto ​Server da biblioteca ​OpenSSE e pede para cifrar para um            
arquivo. ​O fornecimento dos logs pelo sistema médico está fora do           
escopo deste protótipo. 
 
[ 
    { 
        "name": "GetPatientPreferences", 
        "returns" : {} 
    }, 
    { 
        "name": "GenerateEncryptedLogs", 
        "params": { 
            "output_path": "" 
        }, 
        "returns" : false 
    } 
] 
 
A função ​GenerateEncryptedLogs​, no caso deste protótipo,       
precisa iniciar o ​Client da biblioteca ​OpenSSE e chamar a função           
setupDB com os parâmetros sendo: a localização dos logs utilizados, o           
número máximo de logs a serem percorridos e o caminho para o arquivo             
de saída. A chamada ​JSON-RPC ​retorna ​true caso tenha finalizado          
corretamente. A biblioteca OpenSSE possui a função de geração das          
chaves, para o escopo dos testes deste projeto foi gerado uma chave e             
utilizada essa mesma já gerada para os testes. 
 
bool MedicalSystemServer::GenerateEncryptedLogs(const std::string& 
output_path) 
{ 
    Client *c = new Client(); 





    return true; 
} 
 
A função ​GetPatientPreferences​ simplesmente retorna as 




    Json::Value return_value; 
    std::ifstream 
file("/home/luz/tcc/libssebitmap/medsystem/preferences.json"); 
    file >> return_value; 






O software usado pelo paciente possui uma chamada para         
geração da ​query pela chamada ​JSON-RPC ​GenerateQuery que recebe         
o arquivo ​JSON de preferências e retorna uma ​string com a ​query​. A             
outra chamada ​JSON-RPC necessária pelo paciente é a da verificação          
dos resultados chamada ​CheckResult​, que precisa como parâmetro as         
preferências do usuário no formato ​JSON e retorna uma ​string se houve            
ou não violação de acesso aos logs. 
 
[ 
    { 
        "name": "GenerateQuery", 
        "params": { 
            "preferences": {} 
        }, 
        "returns" : "" 
    }, 
    { 
        "name": "CheckResult", 
        "params": { 




            "result_path": "" 
        }, 
        "returns" : "" 
    } 
] 
 
A geração dos logs cifrados do sistema médico descrita na seção           
4.6 gera todos os logs, incluindo os que enviam dados (​SUBMIT ​) e            
acessam dados (​GET ​). Por isso, como ​s-tag foi escolhido ser sempre a            
ACTION == GET já que a lógica entre as preferências de acesso do             
paciente serão trabalhadas em cima das ​x-tags e o ​JSON de preferências.            
Com essa ​s-tag ​o servidor operará somente nos ​indexes que acessam           
dados. Se for necessário realizar buscas com ​ACTION ​em um valor           
diferente de GET teria que ser feita uma outra ​query com a respectiva             
s-tag 
Para a geração das ​x-tags na ​query​, foi criado a seguinte           
organização, para cada OB, adicionar os ​ACTORs que podem acessar          
em seguida. Sendo OB o objeto, como por exemplo ​X-RAY, e os            
ACTORs ​ seguidos são os ACTOR ​s ​ que podem acessar esse ​OB ​. 
 
No exemplo dado pelas preferências de ​John ​Doe a ​query ​ficaria           
da seguinte maneira: 
 
OB:X-RAY ACTOR:1 ACTOR:2 ACTOR:3 ACTOR:4     
OB:URINE-SAMPLE ACTOR:2 ACTOR:3 OB:DNA ACTOR:9 OB:MRI      
ACTOR:7 OB:LDL ACTOR:6 OB:HDL ACTOR:6 OB:VLDL ACTOR:6       
OB:VHS ACTOR:1 OB:T3 ACTOR:1 ACTOR:4 OB:T4 ACTOR:1       
ACTOR:4 
 
Para isso, o método ​GenerateQuery precisa receber as        
preferências do usuário no formato ​Json ​. Abaixo está a função          
GenerateQuery. ​Para cada membro do ​array ​allow ele adiciona a string           
das ​x-tags ​a ​x-tag “​OB: membro” e para cada ​ID ​permitido desse ​OB              
ele adiciona a ​x-tag​ ID: id, respeitando o formato ​OB, IDs permitidos 
 






    Client *c = new Client(); 
    std::string stag("ACTION:GET"); 
    std::string xtags = ""; 
 
    Json::Value allow = preferences["allow"]; 
    std::vector<std::string> keys = allow.getMemberNames(); 
    for(auto iter = keys.begin(); iter != keys.end(); ++iter) { 
        xtags += "OB:" + (*iter) + " "; 
for (Json::Value::ArrayIndex i = 0; i !=        
allow[(*iter)].size(); i++) { 
            xtags+= "ACTOR:" + allow[(*iter)][i].asString() + " "; 
        } 
    }  
    std::string query = c->conjunctiveSearch(stag, xtags); 




Com a ​string da ​query criada, é instanciado um objeto ​Client da            
biblioteca ​OpenSSE ​e chamada a função para criação da ​query          
conjunctiveSearch com base nessa string que retorna uma ​string ​com a           
query cifrada que pode ser enviada para o ​Server​. Já que para o escopo              
do protótipo deste trabalho foram utilizadas uma chave previamente         
gerada, o ​Client​ já conhece o caminho dela. 
A outra chamada ​JSON-RPC necessária pelo Paciente é a de          
verificação de resultado. Com essa organização das ​x-tags essa função          
executa a mesma lógica para verificar as condições de acesso de cada            
x-tag. ​Para isso, ele precisa chamar o objeto do ​Client da biblioteca            
OpenSSE ​para decifrar o resultado. Como o caminho de onde está o            
resultado do verificador é conhecido nestes testes ele está diretamente          
no código. Essa função também necessita da ​chave previamente         
utilizada, como explicado anteriormente, ela já é conhecida nesse         




O ​fetchResult retorna um vetor de dynamic bitsets que         




por ​0’s e ​1’s que representam os ​índices que contém essa ​x-tag. ​Para             
verificar o resultado, o algoritmo percorre as preferências do usuário          
junto com o vetor de ​strings obtido pelo ​fetchResult, ​para cada resultado            
da ​x-tag do tipo ​ACTOR ​faz a operação booleana ​OR ​com um bitset             
temporário, depois é feito a operação booleana ​AND com o resultado do            
OB ​e então a negação desse resultado são os índices dos logs onde o              
acesso foi de um ​OB mas foi acessado por um ​ACTOR ​diferente do             
especificado na política de acesso, é feita a operação OR com um bitset             
de violações para o retorno​. No final, ele verifica se houve algum índice             
que viola a política de acesso do usuário checando o bitset ​violations e             
retorna uma ​string​ com o resultado. A função está descrita abaixo. 
 
std::string PatientServer::CheckResult(const Json::Value& 
preferences, const std::string& result_path) 
{ 
    Client *c = new Client(); 
    std::vector<boost::dynamic_bitset<unsigned char>> result; 
    result = c->fetchResult(result_path); 
 
    //Algorithm to check the results 
    Json::Value allow = preferences["allow"]; 
    std::vector<std::string> keys = allow.getMemberNames(); 
    auto result_iter = result.begin(); 
    boost::dynamic_bitset<unsigned char> violations 
((*result_iter).size()); 
    for(auto iter = keys.begin(); iter != keys.end(); ++iter) { 
        boost::dynamic_bitset<unsigned char> ob; 
        ob = (*result_iter); 
        boost::dynamic_bitset<unsigned char> actors (ob.size()); 
        for (Json::Value::ArrayIndex i = 0; i != 
allow[(*iter)].size(); i++) { 
            result_iter++; 
            boost::dynamic_bitset<unsigned char> tst = 
(*result_iter); 
            actors |= tst; 
        } 
        violations |= ~(~(ob) | actors); 




    } 
    std::string result_rpc = ""; 
    int count = violations.count(); 
    result_rpc += std::to_string(count) + " entries violates your 
privacy"; 
    if(count > 0) { 
         std::string violations_str;  
         boost::to_string(violations, violations_str); 
         result_rpc += "\nIndexes (1 equals privacy breach): " +  
            violations_str; 
  
    } 








O Verificador recebe o arquivo com os ​indexes e ​keywords          
cifrados com algoritmo de criptografia consultável e uma ​string com a           
query a ser realizada e retorna um arquivo com o resultado final. Para             
isso, o verificador precisa instanciar um objeto do ​Server ​da biblioteca           
OpenSSE ​iniciar os ​indexes ​e ​keywords cifrados no objeto com o           
arquivo criado pelo Sistema Médico e então realizar a ​query ​enviada           
pelo cliente. Isso irá gerar um arquivo de resultado, como explicado na            
seção 4.2, que deve ser enviado para o cliente para gerar os resultados. 
 
[ 
    { 
        "name": "SearchQuery", 
        "params": { 
            "query": "", 
            "edb_path": "", 
            "output": "" 
        }, 




    } 
] 
 
A execução da ​SearchQuery precisa da localização do arquivo com os           
indexes e ​keywords cifrados, a ​string com a ​query a ser realizada e a              
localização para o arquivo de saída. O ​SearchQuery inicializa uma          
instância do ​Server da ​OpenSSE ​e então faz a busca com a ​query             
recebida para o arquivo na localização especificada nos parâmetros. A          
função está descrita abaixo. 
 
bool VerifierServer::SearchQuery(const std::string& query, const 
std::string& edb_path, const std::string& output) 
{ 
    Server *s = new Server(); 
    s->SetupEDB(edb_path); 
    s->conjunctiveSearch(query, output); 




4.8 APLICAÇÃO WEB 
 
Foram desenvolvidas três páginas ​web​ que chamam as funções 
executadas por esses três serviços. A página do Verificador precisa de 
três entradas de texto são elas: a ​query​, a localização do ​Encrypted 
Database​ e o caminho para o arquivo de saída. Além disso, precisa de 
um botão para  executar a verificação. Uma foto desta tela está 






Figura 13 - Página Web do Verificador 
 
 
A página do sistema médico precisa de um campo para retornar           
as preferências do usuário e um campo para escolher o caminho do            
arquivo de saída do ​Encrypted Database​. Além disso, precisa de dois           
botões, um para chamar a função que retorna as preferências e outro            
para executar a função que cria o ​Encrypted Database​. A página do            
sistema médico está representada na Figura 14. 










A página do Paciente deve ter duas entradas de texto, são elas:            
as preferências do usuário para geração da ​query, ​a localização do           
resultado do verificador. Além disso, ela precisa mostrar a ​query gerada           
a partir das preferências. A página possui um botão para geração da            
query e um para a verificação dos resultados. A página está representada            
pela Figura 15. 










A página do paciente precisa também alertar o usuário sobre o           
resultado da verificação. Para isso, ela abre uma janela dizendo se houve            
ou não violação da privacidade do usuário, e se houver, mostra uma lista             
dos índices com 1’s e 0’s onde 1 é um índice que houve violação das               
preferências. Essas janelas estão representadas nas Figuras 16 e 17. 
 
4.9 TESTES E EXPERIMENTOS 
 
Foram realizados testes com um número pequeno de logs para          
verificar a consistência dos resultados. Não foi levada em consideração          
a eficiência do algoritmo de criptografia consultável, por isso, foram          
utilizados somente 5 logs para cada teste. Ao executar os passos           
necessários pelas janelas do Sistema Médico, Paciente e Verificador a          
página do Verificador deve informar se houve ou não violação das           
preferências de acesso, e caso houver, mostrar uma lista dos índices de            
quais logs violaram as preferências. 
 
No primeiro teste foram utilizados os seguintes logs de acesso: 
 
ACTION:GET DATE:2018-02-14 ACTOR:1 OB:URINE-SAMPLE 
ACTION:GET DATE:2018-02-14 ACTOR:2 OB:X-RAY 
ACTION:GET DATE:2018-02-14 ACTOR:3 OB:X-RAY 
ACTION:GET DATE:2018-02-14 ACTOR:4 OB:X-RAY 
 
De acordo com as preferências definidas na seção 4.4, há          
violação no primeiro registro de acesso, onde o ​ACTOR:1 ​acessa as           
informações de ​URINE-SAMPLE, ​a qual só permite acessos dos         
ACTORS​ 2 e 3. 
 





























Essa ​query deve ser enviada junto com o ​Encrypted Database,          
para o verificador que escreve um arquivo com os resultados. Estes           
resultados devem ser decifrados pela página do paciente a qual retornará           
a informação sobre a violação das preferências de acesso. Neste caso           
houve violação no log de índice 1 na lista dos logs. Essa resposta está              










Outro teste realizado foi com logs onde não há violação das           
preferências do usuário, simplesmente trocando o ​ACTOR no log que          
violava para um permitido. 
 
ACTION:GET DATE:2018-02-14 ACTOR:2 OB:URINE-SAMPLE 
ACTION:GET DATE:2018-02-14 ACTOR:2 OB:X-RAY 
ACTION:GET DATE:2018-02-14 ACTOR:3 OB:X-RAY 
ACTION:GET DATE:2018-02-14 ACTOR:4 OB:X-RAY 
 
Já que a ​query depende somente das preferências do usuário,          
ela se mantém igual ao primeiro teste. Ao final, a verificação do            
resultado pela página do paciente retornará a mensagem de que 0 logs            
violam as preferências, mostrado na Figura 17. 
 
 







































“I may not have gone where I intended        
to go, but I think I have ended up where          
I needed to be.” 
― Douglas Adams, The Long Dark      











O uso de ​searchable encryption fora do contexto padrão da          
interação entre o cliente e a nuvem é muito interessante e promissor.            
Este trabalho proporcionou o desenvolvimento de uma biblioteca de         
criptografia consultável que torna possível explorar o uso de criptografia          
consultável em outras áreas. 
Com a biblioteca OpenSSE, a implementação do sistema        
médico, cliente e principalmente a do verificador foram objetivas e          
claras. Com isso, seria simples outras entidades utilizarem o mesmo          
protocolo de criptografia consultável e comunicação definidos neste        
trabalho para implementar outros verificadores, aumentando a       
confiabilidade na verificação feitas pelos usuários de sistemas médicos.  
Com o uso de um esquema de ​searchable encryption que não           
precise de uma verificação dos resultados pelo cliente teria um impacto           
maior pois poderiam ser feitas arguições automáticas de dados         
disponíveis pelo sistema médico, como os dados cifrados de todos os           
clientes junto com a query que representa suas preferências. 
A entidade que decida utilizar este esquema para prover uma          
maior confiabilidade de seu sistema tem que garantir a integridade da           
geração de logs de acesso assim como a sua integridade na geração dos             
logs cifrados. A confiabilidade do cliente nos verificadores pode ser          
melhorada com o número de implementações de verificadores e ele          
possa utilizar mais de um. O ​software que o cliente utiliza para criar a              
query e verificar o resultado também pode ser implementado em          
diferentes lugares além do que no próprio sistema médico. A          
confiabilidade no software que o cliente tem também pode ser          
melhorada por diferentes implementações disponíveis. 
Este trabalho também poderia ser integrado a um ​framework de          
sistema médico para atingir diversas implementações consequentemente       
um número maior de usuários. Um ​frameworks de sistema médico          
disponível é o CareKit da Apple. Em 2017 a Apple lançou a            
possibilidade do compartilhamento de dados médicos na sua framework,         
porém depende da empresa implementando o sistema médico para         
definir políticas de privacidade e prover o usuário a capacidade de           
verificar essas políticas (DEKOSHKA, 2017). Com a integração deste         




transformar a implementação de qualquer sistema médico utilizando o         
CareKit seguro, fortalecendo privacidade dos usuários. Além disso, o         
CareKit é uma framework open-source e busca a colaboração de          
desenvolvedores como houve colaborações no desenvolvimento do       
compartilhamento de dados médicos (DEKOSHKA, 2017). 
 
 
7.1 TRABALHOS FUTUROS 
 
Com o desenvolvimento deste trabalho, alguns pontos       
interessantes foram levados para serem desenvolvidos posteriormente. O        
primeiro deles, seria a implementação de outros algoritmos de         
criptografia consultável para a biblioteca OpenSSE. Com o surgimento         
de novos esquemas de criptografia consultável. O segundo, seria o          
estudo da aplicação de ​searchable encryption no contexto mais         
tradicional de banco de dados, a utilização da biblioteca OpenSSE seria           
muito interessante em uma implementação de um banco de dados SQL           
com suporte a ​searchable encryption para o cenário clássico dessa área           
entre cliente e nuvem. O terceiro, seria o estudo de novos esquemas de             
searchable encryption que não dependam de ​response-hiding para        
consultas booleanas expressivas. Dessa maneira seria possível eliminar        
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APÊNDICE A – Logs de acesso 
 
 
Log com acesso fora das preferências: 
ACTION:GET DATE:2018-02-14 ACTOR:1 OB:URINE-SAMPLE 
ACTION:GET DATE:2018-02-14 ACTOR:2 OB:X-RAY 
ACTION:GET DATE:2018-02-14 ACTOR:3 OB:X-RAY 
ACTION:GET DATE:2018-02-14 ACTOR:4 OB:X-RAY 
 
Log sem acesso fora das preferências: 
ACTION:GET DATE:2018-02-14 ACTOR:2 OB:URINE-SAMPLE 
ACTION:GET DATE:2018-02-14 ACTOR:2 OB:X-RAY 
ACTION:GET DATE:2018-02-14 ACTOR:3 OB:X-RAY 






















typedef boost::mt19937 base_generator_type; 
 




    std::vector<std::string>* words; 
    std::unordered_map<std::string, int>* wordIndexes; 
 
    unsigned int nrOfDocs; 
    unsigned int id; 
 
    //Indexing a document set 
void parseFile(std::string p, unsigned int limit,       
std::vector<boost::dynamic_bitset<unsigned char>>* bitsets); 
void buildVectors(std::string path, unsigned int limit,       
std::vector<boost::dynamic_bitset<unsigned char>>* bitsets); 
 





permuteVectors(std::vector<boost::dynamic_bitset<unsigned char>>*  
bitsets); 
    std::string encrypt(std::string plain, std::string key); 
    std::string generateHash(std::string tag, std::string key); 
    std::string generateRandomKey(int len); 
boost::dynamic_bitset<unsigned char>*   
generateBitmapKey(std::string baseKey, int size); 
boost::dynamic_bitset<unsigned char>*   
generateBitmapKeyBlock(std::string baseKey, int id); 
void encryptDatabase(std::unordered_map<std::string,   
std::string>* stags, std::unordered_map<std::string, std::string>* xtags,     
std::vector<boost::dynamic_bitset<unsigned char>>* bitsets); 
 
    std::vector<int>* makeIntegerList(const std::string &ids); 
    std::vector<std::string> fetchKeys(std::string word); 
  
void WriteDatabase(std::unordered_map<std::string,   
std::string>* stags, std::unordered_map<std::string, std::string>* xtags,     





    Client(); 
    ~Client(); 
void setupDB(std::string path, unsigned int limit, std::string        
output); 
    std::string singleSearch(std::string word); 
std::string conjunctiveSearch(std::string sterm, std::string     
xterms); 
std::vector<boost::dynamic_bitset<unsigned char>>   
fetchResult(std::string result_file); 






































    this->id = 0; 





    if(this->words != nullptr) 




    if(this->wordIndexes != nullptr) 
        delete this->wordIndexes; 
} 
 
void Client::setupDB(std::string path, unsigned int limit,      
std::string output) 
{ 
    std::cout << "Setting up encrypted database..." << std::endl; 
 
std::vector<boost::dynamic_bitset<unsigned char>>* bitsets =     
new std::vector<boost::dynamic_bitset<unsigned char>>(); 
    this->words = new std::vector<std::string>(); 
this->wordIndexes = new std::unordered_map<std::string, int>      
(); 
 
    std::cout << "Building bitmaps..."; 
    buildVectors(path, limit, bitsets); 
    std::cout << "OK" << std::endl; 
 
delete this->wordIndexes;//No longer need it, used for fast         
access of words 
    this->wordIndexes = nullptr; 
this->nrOfDocs = this->id;//All files have been traversed and         
id is the last index 
std::unordered_map<std::string, std::string>* stags = new      
std::unordered_map<std::string, std::string>(this->words->size()); 
std::unordered_map<std::string, std::string>* xtags = new      
std::unordered_map<std::string, std::string>(this->words->size()); 
 
    permuteVectors(bitsets); 
 
    std::cout << "Encrypting index, building tags..."; 
    encryptDatabase(stags, xtags, bitsets); 
    std::cout << "OK" << std::endl; 
 
    delete this->words;//No longer needed 





    std::cout << "Writing encrypted database to file..."; 
    WriteDatabase(stags, xtags, bitsets, output); 
    std::cout << "OK" << std::endl; 
 
    std::cout << "Done" << std::endl; 
} 
 
void Client::WriteDatabase(std::unordered_map<std::string,  
std::string>* stags, std::unordered_map<std::string, std::string>* xtags,     
std::vector<boost::dynamic_bitset<unsigned char>>* bitsets, std::string    
output) 
{ 
    boost::filesystem::ofstream myfile; 
    myfile.open(output); 
    std::string req = std::to_string(functions::START_SETUP); 
    std::stack<boost::dynamic_bitset<unsigned char>> queue; 
    int size = bitsets->size(); 
    myfile << req << FUNC_DELIM; 
    for(int a = size-1; a >= 0; a--) { 
        queue.push((*bitsets)[a]); 
        bitsets->erase(bitsets->begin() + a); 
    } 
    delete bitsets; 
    bitsets = nullptr; 
 
    //Send all bitmaps 
    for(int a = 0; a < size; a++) { 
        req = ""; 
        boost::to_string(queue.top(), req); 
        queue.pop(); 
        req = std::to_string(functions::ADD_DB) + req; 
        myfile << req << FUNC_DELIM; 
    } 
    req = std::to_string(functions::END_BITMAPS); 
    myfile << req << FUNC_DELIM; 
 
    //Send all stags 




        req = std::to_string(functions::ADD_DB); 
        req += iter->first; 
        req += ARG_DELIM; 
        req += iter->second; 
        myfile << req << FUNC_DELIM; 
    } 
    req = std::to_string(functions::END_STAGS); 
    myfile << req << FUNC_DELIM; 
    delete stags; 
    stags = nullptr; 
 
    //Send all xtags 
    for(auto iter = xtags->begin(); iter != xtags->end(); ++iter) { 
        req = std::to_string(functions::ADD_DB); 
        req += iter->first; 
        req += ARG_DELIM; 
        req += iter->second; 
        myfile << req << FUNC_DELIM; 
    } 
    req = std::to_string(functions::END_XTAGS); 
    myfile << req << FUNC_DELIM; 
    myfile.close(); 
    delete xtags; 
    xtags = nullptr; 
} 
void Client::encryptDatabase(std::unordered_map<std::string,  
std::string>* stags, std::unordered_map<std::string, std::string>* xtags,     
std::vector<boost::dynamic_bitset<unsigned char>>* bitsets) 
{ 
    std::string s_key, is_key, x_key, ix_key, b_key, index, word; 
    for(unsigned int a = 0; a < this->words->size(); a++) 
    { 
        word = (*this->words)[a]; 
        // Call local function to read in the keys for the current word 
        std::vector<std::string> keys = fetchKeys(word); 
        //Generate all keys for this word if they do not exist 
        if(keys.size() == 0) 




            //Open a file with the name of the keyword 
            std::ofstream out (KEYS+word); 
            s_key = generateRandomKey(8); 
            is_key = generateRandomKey(8); 
            x_key = generateRandomKey(8); 
            ix_key = generateRandomKey(8); 
            b_key = generateRandomKey(8); 
out << s_key << " " << is_key << " " << x_key << " " <<                  
ix_key << " " << b_key << std::endl; 
            out.close(); 
        } 
        //Compute stag and xtag 
        index = std::to_string(a); 
  
stags->insert({generateHash(word, keys[0]), encrypt(index,    
keys[1])}); 
xtags->insert({generateHash(word, keys[2]), encrypt(index,    
keys[3])}); 
        //Make sure bitmap is of right size 
  
        (*bitsets)[a].resize(this->nrOfDocs); 
 
        //Generate bitmap key and encrypt 
boost::dynamic_bitset<unsigned char>* key =     
generateBitmapKey(keys[4], this->nrOfDocs); 
        (*bitsets)[a] ^= *key; 
        delete key; 
        key = nullptr; 
    } 
} 
void Client::buildVectors(std::string path, unsigned int limit,      
std::vector<boost::dynamic_bitset<unsigned char>>* bitsets) 
{ 
    boost::filesystem::path logs_path(path); 
if(!boost::filesystem::exists(logs_path))//Check if file exists, if      
not then exit 




std::cout << "File not found: " +        
boost::filesystem::basename(logs_path) << std::endl; 
        std::exit(401); 
    } 
    //Copy all entries from directory to the vector 
    std::vector<boost::filesystem::path> logs_vector; 
std::copy(boost::filesystem::directory_iterator(logs_path),  
boost::filesystem::directory_iterator(), back_inserter(logs_vector)); 
    std::sort(logs_vector.begin(), logs_vector.end()); 
    //The indexes are being reversed somewhere, so reverse here 
    std::reverse(logs_vector.begin(), logs_vector.end()); 
 
for(auto iter = logs_vector.begin(); iter != logs_vector.end();        
++iter) { 
        if(this->id == limit) 
            return; 
        if(boost::filesystem::is_regular_file(*iter)) 
        { 
std::string absPath =    
boost::filesystem::absolute((*iter)).string(); 
            std::ifstream in (absPath, std::ios::in); 
            std::string line, temp; 
            if(in.is_open()) 
            { 
                std::vector<std::string> lines_in_order; 
                while(std::getline(in, line)) 
                    lines_in_order.push_back(line); 
//The indexes are being reversed somewhere, so reverse         
here 
for (auto it = lines_in_order.rbegin(); it !=        
lines_in_order.rend(); ++it) 
               { 
                    parseFile((*it), limit, bitsets); 
               } 
            } 
            in.close(); 
        } 






void Client::parseFile(std::string p, unsigned int limit,      
std::vector<boost::dynamic_bitset<unsigned char>>* bitsets) 
{ 
    typedef std::vector<std::string> vec; 
    vec tempVec; 
    vec::const_iterator it; 
    unsigned int index; 
    //Copy all words unsigned into a vector and iterate over 




    for(auto iter = tempVec.begin(); iter != tempVec.end(); ++iter) 
    { 
        auto wordIndexIter = this->wordIndexes->find(*iter); 
        if(wordIndexIter == wordIndexes->end()) 
        { 
            //Word does not exist 
            this->words->push_back(*iter); //Add new word 
            boost::dynamic_bitset<unsigned char> bs (INIT_SIZE); 
            if(this->id >= INIT_SIZE) 
            { 
bs.resize(this->id+1); //Sets the new size to make room         
for new id plus the initial size 
            } 
            bs.set(this->id); //Set bit of current document ID 
            bitsets->push_back(bs); //Add new bitset 
            wordIndexes->insert({*iter, this->words->size()-1}); 
        } 
        else 
        { 
            //Word already exists 
            index = wordIndexIter->second; 
            if(this->id >= (*bitsets)[index].size()) 
            { 




            } 
            (*bitsets)[index].set(this->id); 
        } 
  
    } 






char>>* bitsets) { 
    //The same seed does not generate the same generator 
    base_generator_type generator(BIT_SEED); 
    boost::uniform_int<> uni_dist(0,this->words->size()-1); 
boost::variate_generator<base_generator_type&,  
boost::uniform_int<>> uni(generator, uni_dist); 
    //Knuths shuffle 
    for(unsigned int i = this->words->size()-1 ; i > 0 ; i--) { 
        unsigned int index = uni() % (i); 
        std::swap((*this->words)[i], (*this->words)[index]); 
        std::swap((*bitsets)[i], (*bitsets)[index]); 
    } 
} 
 
boost::dynamic_bitset<unsigned char>*  
Client::generateBitmapKey(std::string baseKey, int size) 
{ 
    int iterations = std::ceil(size/SEC_PARAM); 
    std::string temp = ""; 
    for(int a = 0; a < iterations; a++) 
    { 
        temp += generateHash(baseKey+std::to_string(a), baseKey); 
    } 
 
boost::dynamic_bitset<unsigned char>* key = new      
boost::dynamic_bitset<unsigned char>(0); 




    key->resize(size); 
    return key; 
} 
 
boost::dynamic_bitset<unsigned char>*  
Client::generateBitmapKeyBlock(std::string baseKey, int id) 
{ 
boost::dynamic_bitset<unsigned char>* key = new      
boost::dynamic_bitset<unsigned char>(0); 
    int a = id/SEC_PARAM;   //Gets the correct block value 
std::string temp = generateHash(baseKey+std::to_string(a),     
baseKey); 
    key->append(temp.begin(), temp.end()); 
  
    return key; 
} 
 
std::string Client::encrypt(std::string plain, std::string key) 
{ 
Botan::SymmetricKey symkey (reinterpret_cast<Botan::byte    
const *>(key.data()), key.size()); 
Botan::InitializationVector iv (reinterpret_cast<Botan::byte    
const *>(IV.data()), IV.size()); 
Botan::Pipe pipe(Botan::get_cipher(ENC_ALGORITHM,   
symkey, iv, Botan::ENCRYPTION), new Botan::Hex_Encoder); 
    pipe.process_msg(plain); 
    std::string e = pipe.read_all_as_string(0); 
    return e; 
} 
 
std::string Client::generateRandomKey(int len) 
{ 
Botan::HMAC_RNG mac(new Botan::HMAC(new    
Botan::GOST_34_11), new Botan::HMAC(new Botan::GOST_34_11)); 
    Botan::SymmetricKey key (mac, len); 






std::string Client::generateHash(std::string tag, std::string key) 
{ 
Botan::SymmetricKey symkey =    
Botan::SymmetricKey(reinterpret_cast<Botan::byte const  
*>(key.data()), key.size()); 
 
Botan::Pipe pipe(new Botan::Chain(new    
Botan::MAC_Filter(HASH_ALGORITHM, symkey), new   
Botan::Hex_Encoder)); 
 
    pipe.process_msg(tag); 
    return pipe.read_all_as_string(0); 
} 
 
std::vector<std::string> Client::fetchKeys(std::string word) 
{ 
    std::ifstream in (KEYS+MASTER_KEY); 
    std::string line; 
    std::vector<std::string> keys; 
    if(!in) 
        return keys; 
 
    std::getline(in, line); 




    in.close(); 
    return keys; 
} 
std::string Client::singleSearch(std::string word) 
{ 
    std::vector<std::string> keys = fetchKeys(word); 
    if(keys.empty()) 
        return ""; 
    std::string s_key = keys[0];//Get the stag key 
    std::string stag = generateHash(word, s_key); //Generate stag 




    std::string i_key = keys[1];//Get the index key 
    std::string b_key = keys[4];//Get the basekey for bitmap 
    std::string result; 
 
//First string is for identifying function SKS, followed by stag,           
i_key, b_key and bool telling Server whether to cache results 
std::string msg = functionID + stag + KEY_DELIM + i_key +            
KEY_DELIM + b_key + ARG_DELIM; 
 
    result = result.substr(0, result.find_first_of(END_OF_MSG)); 
    size_t n = std::count(result.begin(), result.end(), '1'); 
    std::cout << "Result " << n << std::endl; 
    return result; 
} 
 
std::string Client::conjunctiveSearch(std::string sterm, std::string    
xterms) 
{ 
    std::string result; 
    std::string query, stag, functionID = ""; 
    int nrOfXterms; 
    std::vector<std::string> xVec, keys; 
std::vector<std::string>* bitmapKeys = new     
std::vector<std::string> (); 
 
    //Add stag and its keys to query 
    keys = fetchKeys(sterm); 
    if(keys.empty()) 
    { 
        std::cout << "did not find keys" << std::endl; 
        delete bitmapKeys; 
        return ""; 
    } 
  
    stag = generateHash(sterm, keys[0]); //Generate stag 
    functionID = std::to_string(functions::CKS); 
 




query = stag + KEY_DELIM + keys[1] + KEY_DELIM +           
keys[4] + ARG_DELIM; 
 
    //Add xterms to query 
    std::stringstream ss(xterms); 
std::copy(std::istream_iterator<std::string>(ss),  
std::istream_iterator<std::string>(), std::back_inserter(xVec)); 
    nrOfXterms = xVec.size(); 
 
    for(int a = 0; a < nrOfXterms; a++) 
    { 
        keys = fetchKeys(xVec[a]); 
        if(keys.empty()) 
        { 
            std::cout << "did not find keys" << std::endl; 
            delete bitmapKeys; 
            return ""; 
        } 
bitmapKeys->push_back(keys[4]);//Save bitmap key so we      
do not have read again  
query += generateHash(xVec[a], keys[2]) + KEY_DELIM +        
keys[3] + ARG_DELIM; //Generate xtag, fetch index key and add to           
query 
    } 
 
    return query; 
} 
 
std::vector<boost::dynamic_bitset<unsigned char>>  
Client::fetchResult(std::string result_file) 
{ 
    std::vector<std::string> keys; 
std::vector<boost::dynamic_bitset<unsigned char>>   
result_x_tags; 
    keys = fetchKeys(""); //Fetch key 
    std::string bitmapkey = keys[4]; //Fetch bitmap key 
 




    int count = 0; 
    bool bit, keyBit; 
 
    std::ifstream inFile; 
    inFile.open(result_file);//open the input file 
    std::stringstream strStream; 
    strStream << inFile.rdbuf();//read the file 
    std::string str = strStream.str();//str holds the content of the file 
    size_t pos = 0; 
    std::string token; 
    std::deque<std::string> queueIn; 
    while ((pos = str.find(FUNC_DELIM)) != std::string::npos) { 
        token = str.substr(0, pos); 
        queueIn.push_back(token); 
        str.erase(0, pos + strlen(FUNC_DELIM)); 
    } 
    //First, fetch the result of s-term 
    temp = queueIn.front(); 
    temp = temp.substr(0, temp.find_first_of(END_OF_MSG)); 
 
    size_t n = std::count(temp.begin(), temp.end(), '1'); 
  
    std::vector<int>* intIds = makeIntegerList(temp); 
    if(intIds->empty()) 
        return result_x_tags; 
    queueIn.pop_front(); 
    boost::dynamic_bitset<unsigned char> ids (temp); 
    boost::dynamic_bitset<unsigned char> sterm (temp); 
  
    while(!queueIn.empty()) { //X-tags 
    //Compare each xterm 
        //Fetch the sent bits 
        bits = queueIn.front(); 
        if(bits.length() == 0) { 
            std::cout << "bits == 0 " << std::endl; 
            return result_x_tags; 
        } 





        //Construct a bitmap of the bits 
        boost::dynamic_bitset<unsigned char> bitmap (ids.size()); 
        if(bits != "201") //found xtag! 
            for(int i : *intIds) 
            { 
boost::dynamic_bitset<unsigned char>* keyBlock =     
generateBitmapKeyBlock(bitmapkey, i); 
                keyBit = keyBlock->test(i % SEC_PARAM); 
                delete keyBlock; 
                bit = (bits[count] == '1') != keyBit; 
                bitmap.set(i, bit); 
                count++; 
            } 
        count = 0; 
        std::string strxterm; 
        boost::to_string(bitmap, strxterm); 
        result_x_tags.push_back(bitmap); 
        size_t n2 = std::count(strxterm.begin(), strxterm.end(), '1'); 
  
    } 
 
    delete intIds; 
    intIds = nullptr; 
 
    return result_x_tags; 
} 
 
std::vector<int>* Client::makeIntegerList(const std::string &ids) 
{ 
    if(ids.length() <= 1)//Empty string 
        return new std::vector<int>(); 
    std::vector<int>* docIds = new std::vector<int> (); 
 
 
    boost::dynamic_bitset<unsigned char> bitmap (ids); 





    for(;bit < bitmap.npos; bit = bitmap.find_next(bit)) 
    { 
        //append to result 
        docIds->push_back(bit); 
    } 





    this->id = 0; 

























    std::unordered_map<std::string, std::string> *xtags; 




    std::vector<boost::dynamic_bitset<unsigned char>> *bitsets; 
 
    std::vector<int> cachedSKS; 
    bool cache; 
 
std::string decrypt(const std::string &cipher, const std::string       
&key); 
    boost::dynamic_bitset<unsigned char>* generateBitmapKey( 
        const std::string &baseKey, int size); 





    Server(); 
    ~Server(); 
 
    void SetupEDB(std::string path); 
 
    std::string singleKeywordSearch(std::string query); 
void conjunctiveSearch(std::string query, std::string     
output_path); 
 






























    this->xtags = nullptr; 
    this->stags = nullptr; 




    if(this->xtags != nullptr) 
        delete this->xtags; 
    if(this->stags != nullptr) 
        delete this->stags; 
    if(this->bitsets != nullptr) 
        delete this->bitsets; 
} 
 
void Server::SetupEDB(std::string path) { 
    std::deque<std::string> queueIn; 
    std::ifstream inFile; 
    inFile.open(path);//open the input file 
    std::stringstream strStream; 
    strStream << inFile.rdbuf();//read the file 
    std::string str = strStream.str();//str holds the content of the file 
    size_t pos = 0; 
    std::string token; 
    while ((pos = str.find(FUNC_DELIM)) != std::string::npos) { 
        token = str.substr(0, pos); 




        str.erase(0, pos + strlen(FUNC_DELIM)); 
    } 
  
    while(!queueIn.empty()) { 
        std::string t = queueIn.front(); 
        queueIn.pop_front(); 
        int index = std::stoi(t.substr(0,3)); 
        bool recvBitmaps; 
        bool recvStags; 
        switch ( index ) { 
            case functions::START_SETUP: 
this->stags = new std::unordered_map<std::string,     
std::string>(); 
this->xtags = new std::unordered_map<std::string,     
std::string>(); 
this->bitsets = new    
std::vector<boost::dynamic_bitset<unsigned char>>(); 
                recvBitmaps = true; 
                break; 
            case functions::ADD_DB: 
                if(recvBitmaps) { 
boost::dynamic_bitset<unsigned char> b    
(t.substr(3)); 
                    this->bitsets->push_back(b); 
                } else if(recvStags) { 
                    t = t.substr(3); 
                    int delim = t.find_first_of(ARG_DELIM); 
                    std::string stag = t.substr(0, delim); 
                    std::string bIndex = t.substr(delim+1); 
                    this->stags->insert({stag, bIndex}); 
                } else {//ADD x-tags 
                    t = t.substr(3); 
                    int delim = t.find_first_of(ARG_DELIM); 
                    std::string xtag = t.substr(0, delim); 
                    std::string bIndex = t.substr(delim+1); 
                    this->xtags->insert({xtag, bIndex}); 
                } 




            case functions::END_BITMAPS: 
                recvBitmaps = false; 
                recvStags = true; 
                break; 
  
            case functions::END_STAGS: 
                recvStags = false; 
                break; 
 
            default: 
                break; 
        } 
    } 
} 
 
std::string Server::singleKeywordSearch(std::string query) { 
 
    std::string stag, sendResult, final, temp, i_key, b_key = ""; 
    std::vector<int> result; 
    int b_index; 
 
    auto iter = query.begin(); //Start iterator 
 
    while(*iter != KEY_DELIM) {//Stag 
        stag += *iter; 
        ++iter; 
    } 
    ++iter; //Step over key delimitor 
 
    while(*iter != KEY_DELIM) { //First key 
        i_key += *iter; 
        ++iter; 
    } 
    ++iter; //Step over 
 
    while(*iter != ARG_DELIM) { //Second key 
        b_key += *iter; 




    } 
 
    //Try to find S-TAG 
    auto it = this->stags->find(stag); 
    if(it == this->stags->end()) { 
        std::cout << "S-TAG not found" << std::endl; 
        return sendResult; 
    } 
 
    //Decrypt the bitmap index 
    b_index = std::stoi(decrypt(it->second, i_key)); 
 
    //Fetch the bitmap using above index 
boost::dynamic_bitset<unsigned char> bitmap =     
(*this->bitsets)[b_index]; 
    //Generate the bitmap full key using the seed 
boost::dynamic_bitset<unsigned char>* key =     
generateBitmapKey(b_key, bitmap.size()); 
 
    //Decrypt 
    bitmap ^= *key; 
    delete key; 
 
    //Iterate over to find active bits 
    size_t bit = bitmap.find_first(); 
    for(;bit < bitmap.npos; bit = bitmap.find_next(bit)) 
        result.push_back(bit); 
 
    //Check if results are to be saved for a conjunctive search 
    if(this->cache) 
        this->cachedSKS = result; 
 
    //Turn bitmap into string 
    std::string bRes; 
    boost::to_string(bitmap, bRes); 






void Server::conjunctiveSearch(std::string query, std::string    
output_path) { 
  
    std::string tag, i_key, result, stag, bits, subMsg = ""; 
    int b_index; 
    unsigned int a_delim = query.find_first_of(ARG_DELIM); 
    int k_delim; 
 
    boost::filesystem::ofstream output_file; 
    output_file.open(output_path); 
    //First, perform SKS 
    this->cache = true; 
std::string sks = singleKeywordSearch(query.substr(0,     
a_delim+1)); 
  
    output_file << sks << FUNC_DELIM; 
    this->cache = false; 
    subMsg = query.substr(a_delim+1); //Excluding the delimitor 
    while(subMsg.length() > 0) 
    { 
        a_delim = subMsg.find_first_of(ARG_DELIM); 
        k_delim = subMsg.find_first_of(KEY_DELIM); 
        tag = subMsg.substr(0, TAG_LEN); 
        i_key = subMsg.substr(k_delim+1, KEY_LEN); 
 
        // std::cout << "a_delim " << a_delim << std::endl; 
        //Try to find the xtag 
        auto iter = this->xtags->find(tag); 
        if(iter == this->xtags->end()) 
        { 
            result = std::to_string(functions::LAST_BIT); 
            output_file << result << FUNC_DELIM; 
            result = ""; 
            if(a_delim+1 >= subMsg.length()) 
                subMsg = ""; 
            else 
                subMsg = subMsg.substr(a_delim+1); 




        } 
  
        //Fetch the bitmap index of the xtag 
        b_index = std::stoi(decrypt(iter->second, i_key)); 
        auto bitmap = (*this->bitsets)[b_index]; 
 
        //Fetch all decrypted bits at positions returned from SKS 
        for(int id : this->cachedSKS) 
            result += std::to_string(bitmap.test(id)); 
 
        output_file << result << FUNC_DELIM; 
  
        //Prepare next iteration 
        result = ""; 
        if(a_delim+1 >= subMsg.length()){ 
            // std::cout << "HEY" << std::endl; 
            subMsg = ""; 
        } 
        else 
            subMsg = subMsg.substr(a_delim+1); 
    } 
    //Clear the saved result 
    this->cachedSKS = std::vector<int> (); 
} 
 
std::string Server::decrypt(const std::string &cipher,  
    const std::string &key) { 
 
Botan::SymmetricKey symkey (reinterpret_cast<Botan::byte    
const *>(key.data()), key.size()); 
Botan::InitializationVector iv (reinterpret_cast<Botan::byte    
const *>(IV.data()), IV.size()); 
Botan::Pipe pipe(new Botan::Hex_Decoder,    
get_cipher("AES-128/CBC/NoPadding", symkey, iv,   
Botan::DECRYPTION)); 
    pipe.process_msg(cipher.c_str()); 





    return m; 
} 
 
boost::dynamic_bitset<unsigned char>*  
Server::generateBitmapKey( 
    const std::string &baseKey, int size) { 
 
    int iterations = std::ceil(size/SEC_PARAM); 
    std::string temp = ""; 
    for(int a = 0; a < iterations; a++) 
    { 
        temp += generateHash(baseKey+std::to_string(a), baseKey); 
    } 
 
boost::dynamic_bitset<unsigned char>* key = new      
boost::dynamic_bitset<unsigned char>(0); 
    key->append(temp.begin(), temp.end()); 
    key->resize(size); 
 
    return key; 
} 
 
std::string Server::generateHash(const std::string &word, 
    const std::string &key) { 
 
Botan::SymmetricKey symkey =    
Botan::SymmetricKey(reinterpret_cast<Botan::byte const  
*>(key.data()), key.size()); 
 
Botan::Pipe pipe(new Botan::Chain(new    
Botan::MAC_Filter(HASH_ALGORITHM, symkey), new   
Botan::Hex_Encoder)); 
 
    pipe.process_msg(word); 
    return pipe.read_all_as_string(0); 
} 
 




    if(this->xtags != nullptr) 
        delete this->xtags; 
    if(this->stags != nullptr) 
        delete this->stags; 
    if(this->bitsets != nullptr) 
        delete this->bitsets; 
 
    this->xtags = nullptr; 
    this->stags = nullptr; 










//Enum for functions in Server 
enum functions{CKS=100, SKS, START_SETUP,    
ADD_DB=200, LAST_BIT, END_BITMAPS, END_STAGS,    
END_XTAGS, CLEAR=300}; 
 
//Delimitor for variables in message sent to Server 
const char ARG_DELIM = ';'; 
const char KEY_DELIM = ':'; 
const char END_OF_MSG = '.'; 
static const char* const FUNC_DELIM = "\x1B"; 
 
//Initial size of bitsets 
const int INIT_SIZE = 5; 
 
//Path to directory holding keys 
const std::string KEYS =    
"/home/luz/tcc/libssebitmap/resources/keys/"; 
 




const int BIT_SEED = 123481; 
const std::string IV = "kj43hSDF23kjnkfF"; //16 byte IV 
const std::string ENC_ALGORITHM = "AES-128/CBC"; 
const std::string HASH_ALGORITHM = "HMAC(SHA-1)"; 
const int SEC_PARAM = 1; //For calculating bitmapkey 
 
//Primarily used when extracting keys and tags 
const int KEY_LEN = 16; 
const int TAG_LEN = 40; 
 
//For testing purposes 













    { 
        "name": "SearchQuery", 
        "params": { 
            "query": "", 
            "edb_path": "", 
            "output": "" 
        }, 
        "returns" : false 
















class AbstractStubVerifierServer : public    
jsonrpc::AbstractServer<AbstractStubVerifierServer> 
{ 
    public: 
 
AbstractStubVerifierServer(jsonrpc::AbstractServerConnector &conn,  
jsonrpc::serverVersion_t type = jsonrpc::JSONRPC_SERVER_V2) :     
jsonrpc::AbstractServer<AbstractStubVerifierServer>(conn, type) 






jsonrpc::PARAMS_BY_NAME, jsonrpc::JSON_BOOLEAN,  
"edb_path",jsonrpc::JSON_STRING,"output",jsonrpc::JSON_STRING,
"query",jsonrpc::JSON_STRING, NULL),  
&AbstractStubVerifierServer::SearchQueryI); 
        } 
 
inline virtual void SearchQueryI(const Json::Value      
&request, Json::Value &response) 
        { 
response =   
this->SearchQuery(request["edb_path"].asString(), 
request["output"].asString(), request["query"].asString()); 
        } 
virtual bool SearchQuery(const std::string& edb_path, const       















using namespace jsonrpc; 
using namespace std; 
 
class VerifierServer : public AbstractStubVerifierServer 
{ 
    public: 





virtual bool SearchQuery(const std::string& query, const       









bool VerifierServer::SearchQuery(const std::string& query, const     
std::string& edb_path, const std::string& output) 
{ 
    Server *s = new Server(); 
    s->SetupEDB(edb_path); 
    s->conjunctiveSearch(query, output); 





    HttpServer httpserver(8383); 
    VerifierServer s(httpserver); 
    s.StartListening(); 
    getchar(); 
    s.StopListening(); 







* This file is generated by jsonrpcstub, DO NOT CHANGE IT            
MANUALLY! 
 */ 




    this.url = url; 
    var id = 1; 
  
function doJsonRpcRequest(method, params, methodCall,     
callback_success, callback_error) { 
        var request = {}; 
        if (methodCall) 
            request.id = id++; 
        request.jsonrpc = "2.0"; 
        request.method = method; 
        if (params !== null) { 
            request.params = params; 
        } 
        JSON.stringify(request); 
  
        $.ajax({ 
            type: "POST", 
            url: url, 
            data: JSON.stringify(request), 
            success: function (response) { 
                if (methodCall) { 
if (response.hasOwnProperty("result") &&    
response.hasOwnProperty("id")) { 
                        callback_success(response.id, response.result); 
                    } else if (response.hasOwnProperty("error")) { 
                        if (callback_error != null) 
 
callback_error(response.error.code,response.error.message); 
                    } else { 
                        if (callback_error != null) 
callback_error(-32001, "Invalid Server    
response: " + response); 
                    } 
                } 
            }, 
            error: function () { 
                if (methodCall) 




            }, 
            dataType: "json" 
        }); 
        return id-1; 
    } 
this.doRPC = function(method, params, methodCall,      
callback_success, callback_error) { 
return doJsonRpcRequest(method, params, methodCall,     
callback_success, callback_error); 
    } 
} 
 
Verifier.prototype.SearchQuery = function(edb_path, output,    
query, callbackSuccess, callbackError) { 
var params = {edb_path : edb_path, output : output, query :            
query}; 












<meta content="text/html;charset=utf-8"  
http-equiv="Content-Type"> 
<title>Verifier</title> 
<script src="http://code.jquery.com/jquery-2.1.1.min.js"  
type="text/javascript"></script> 
<script src="js/StubVerifierClient.js"  
type="text/javascript"></script> 
<script type="text/javascript"> 
$(document).ready(function () { 




        alert(" Result: " + result); 
    } 
    function showError(code, message) { 
        alert("Error: " + code + " -> " + message); 
    } 
  
    $('#button').click(function() { 
        var verifier = new Verifier("http://localhost:8383"); 
verifier.SearchQuery($('#query').val(),  
$('#edb').val(),$('#output').val() ,showResult, showError); 
    }); 
}); 
function displayResult(result) { 





<textarea id="query"placeholder="Input your query here"      
cols="100" rows="30"></textarea> 
<textarea id="edb" placeholder="Encrypted Database location"      
cols="100" rows="1"></textarea> 
<textarea id="output" placeholder="Output location"     
cols="100" rows="1"></textarea> 















    { 
        "name": "GenerateQuery", 
        "params": { 
            "preferences": {} 
        }, 
        "returns" : "" 
    }, 
    { 
        "name": "CheckResult", 
        "params": { 
            "preferences": {}, 
            "result_path": "" 
        }, 
        "returns" : "" 



















class AbstractStubPatientServer : public    
jsonrpc::AbstractServer<AbstractStubPatientServer> 
{ 
    public: 
 
AbstractStubPatientServer(jsonrpc::AbstractServerConnector &conn,  
jsonrpc::serverVersion_t type = jsonrpc::JSONRPC_SERVER_V2) :     
jsonrpc::AbstractServer<AbstractStubPatientServer>(conn, type) 
        { 
 
this->bindAndAddMethod(jsonrpc::Procedure("GenerateQuery", 
jsonrpc::PARAMS_BY_NAME, jsonrpc::JSON_STRING,  




jsonrpc::PARAMS_BY_NAME, jsonrpc::JSON_STRING,  
"preferences",jsonrpc::JSON_OBJECT,"result_path",jsonrpc::JSON_ST
RING, NULL), &AbstractStubPatientServer::CheckResultI); 
        } 
 
inline virtual void GenerateQueryI(const Json::Value      
&request, Json::Value &response) 
        { 
            response = this->GenerateQuery(request["preferences"]); 




inline virtual void CheckResultI(const Json::Value      
&request, Json::Value &response) 
        { 
response = this->CheckResult(request["preferences"],    
request["result_path"].asString()); 
        } 
virtual std::string GenerateQuery(const Json::Value&     
preferences) = 0; 
virtual std::string CheckResult(const Json::Value&     













using namespace jsonrpc; 
using namespace std; 
 
class PatientServer : public AbstractStubPatientServer 
{ 
    public: 
        PatientServer(AbstractServerConnector &connector); 
 
virtual std::string GenerateQuery(const Json::Value&     
preferences); 
virtual std::string CheckResult(const Json::Value&     












std::string PatientServer::GenerateQuery(const Json::Value&   
preferences) 
{ 
    Client *c = new Client(); 
    std::string stag("ACTION:GET"); 
    std::string xtags = ""; 
 
    Json::Value allow = preferences["allow"]; 
    std::vector<std::string> keys = allow.getMemberNames(); 
    for(auto iter = keys.begin(); iter != keys.end(); ++iter) { 
        xtags += "OB:" + (*iter) + " "; 
for (Json::Value::ArrayIndex i = 0; i != allow[(*iter)].size();         
i++) { 
            xtags+= "ACTOR:" + allow[(*iter)][i].asString() + " "; 
        } 
    }  
    std::string query = c->conjunctiveSearch(stag, xtags); 
    return query; 
} 
 
std::string PatientServer::CheckResult(const Json::Value&   
preferences, const std::string& result_path) 
{ 
    Client *c = new Client(); 
    std::vector<boost::dynamic_bitset<unsigned char>> result; 
    result = c->fetchResult(result_path); 
 
    //Algorithm to check the results 
    Json::Value allow = preferences["allow"]; 
    std::vector<std::string> keys = allow.getMemberNames(); 
    auto result_iter = result.begin(); 
boost::dynamic_bitset<unsigned char> violations    
((*result_iter).size()); 




        boost::dynamic_bitset<unsigned char> ob; 
        ob = (*result_iter); 
        boost::dynamic_bitset<unsigned char> actors (ob.size()); 
for (Json::Value::ArrayIndex i = 0; i != allow[(*iter)].size();         
i++) { 
            result_iter++; 
            boost::dynamic_bitset<unsigned char> tst = (*result_iter); 
            actors |= tst; 
        } 
        violations |= ~(~(ob) | actors); 
        result_iter++; 
    } 
    std::string result_rpc = ""; 
    int count = violations.count(); 
result_rpc += std::to_string(count) + " entries violates your         
privacy"; 
    if(count > 0) { 
         std::string violations_str;  
         boost::to_string(violations, violations_str); 
         result_rpc += "\nIndexes (1 equals privacy breach): " +  
            violations_str; 
  
    } 





    HttpServer httpserver(8585); 
    PatientServer s(httpserver); 
    s.StartListening(); 
    getchar(); 
    s.StopListening(); 








* This file is generated by jsonrpcstub, DO NOT CHANGE IT            
MANUALLY! 
 */ 
function Patient(url) { 
    this.url = url; 
    var id = 1; 
  
function doJsonRpcRequest(method, params, methodCall,     
callback_success, callback_error) { 
        var request = {}; 
        if (methodCall) 
            request.id = id++; 
        request.jsonrpc = "2.0"; 
        request.method = method; 
        if (params !== null) { 
            request.params = params; 
        } 
        JSON.stringify(request); 
  
        $.ajax({ 
            type: "POST", 
            url: url, 
            data: JSON.stringify(request), 
            success: function (response) { 
                if (methodCall) { 
if (response.hasOwnProperty("result") &&    
response.hasOwnProperty("id")) { 
                        callback_success(response.id, response.result); 
                    } else if (response.hasOwnProperty("error")) { 
                        if (callback_error != null) 
 
callback_error(response.error.code,response.error.message); 
                    } else { 
                        if (callback_error != null) 
callback_error(-32001, "Invalid Server    
response: " + response); 
                    } 




            }, 
            error: function () { 
                if (methodCall) 
                    callback_error(-32002, "AJAX Error"); 
            }, 
            dataType: "json" 
        }); 
        return id-1; 
    } 
this.doRPC = function(method, params, methodCall,      
callback_success, callback_error) { 
return doJsonRpcRequest(method, params, methodCall,     
callback_success, callback_error); 
    } 
} 
 
Patient.prototype.GenerateQuery = function(preferences,   
callbackSuccess, callbackError) { 
    var params = {preferences : preferences}; 
return this.doRPC("GenerateQuery", params, true,     
callbackSuccess, callbackError); 
}; 
Patient.prototype.CheckResult = function(preferences,   
result_path, callbackSuccess, callbackError) { 
var params = {preferences : preferences, result_path :         
result_path}; 














<script src="http://code.jquery.com/jquery-2.1.1.min.js"  
type="text/javascript"></script> 
<!-- 
    This file needs to be generated using jsonrpcstub: 
    cd build 
./bin/jsonrpcstub ../src/examples/spec.json   
--js-client=StubClient --js-client-file=../src/examples/stubclient.js 
--> 
<script src="js/StubPatientClient.js"  
type="text/javascript"></script> 
<script type="text/javascript"> 
$(document).ready(function () { 
    function showResult(id, result) { 
        alert(result); 
    } 
    function showError(code, message) { 
        alert("Error: " + code + " -> " + message); 
    } 
 
    $('#query_button').click(function() { 
        var patient = new Patient("http://localhost:8585"); 
patient.GenerateQuery(JSON.parse($("#preferences").val())  
, 
            function (id, result) { 
                $("#query").val(result); 
            }, showError); 
    }); 
 
    $('#search_button').click(function() { 
        var patient = new Patient("http://localhost:8585"); 
patient.CheckResult(JSON.parse($("#preferences").val()),  
$('#result_path').val(),showResult, showError); 
    }); 
}); 
function displayResult(result) { 








<textarea id="preferences" placeholder="Preferences JSON"     
cols="50" rows="15"></textarea> 
<button type="button" id="query_button">Gen    
Query!</button> 
<textarea id="result_path" placeholder="Result query path"      
cols="60" rows="1"></textarea> 
    <button type="button" id="search_button">Search!</button> 
    <br> 














    { 
        "name": "GetPatientPreferences", 
        "returns" : {} 
    }, 
    { 
        "name": "GenerateEncryptedLogs", 
        "params": { 
            "output_path": "" 
        }, 
        "returns" : false 


















class AbstractStubMedicalSystemServer : public    
jsonrpc::AbstractServer<AbstractStubMedicalSystemServer> 
{ 






&conn, jsonrpc::serverVersion_t type =    
jsonrpc::JSONRPC_SERVER_V2) :  
jsonrpc::AbstractServer<AbstractStubMedicalSystemServer>(conn, 
type) 
        { 
 
this->bindAndAddMethod(jsonrpc::Procedure("GetPatientPreferences", 




", jsonrpc::PARAMS_BY_NAME, jsonrpc::JSON_BOOLEAN,   
"output_path",jsonrpc::JSON_STRING, NULL),  
&AbstractStubMedicalSystemServer::GenerateEncryptedLogsI); 
        } 
 
inline virtual void GetPatientPreferencesI(const Json::Value      
&request, Json::Value &response) 
        { 
            (void)request; 
            response = this->GetPatientPreferences(); 
        } 
inline virtual void GenerateEncryptedLogsI(const     
Json::Value &request, Json::Value &response) 
        { 
response =   
this->GenerateEncryptedLogs(request["output_path"].asString()); 
        } 
        virtual Json::Value GetPatientPreferences() = 0; 
virtual bool GenerateEncryptedLogs(const std::string&     


















using namespace jsonrpc; 
using namespace std; 
 
class MedicalSystemServer : public    
AbstractStubMedicalSystemServer 
{ 




        virtual Json::Value GetPatientPreferences(); 





nector &connector) : 






    Json::Value return_value; 
std::ifstream  
file("/home/luz/tcc/libssebitmap/medsystem/preferences.json"); 
    file >> return_value; 






bool MedicalSystemServer::GenerateEncryptedLogs(const  
std::string& output_path) 
{ 
    Client *c = new Client(); 
 
c->setupDB("/home/luz/tcc/libssebitmap/resources/datasets/logs", 30,  
output_path); 





    HttpServer httpserver(8484); 
    MedicalSystemServer s(httpserver); 
    s.StartListening(); 
    getchar(); 
    s.StopListening(); 





* This file is generated by jsonrpcstub, DO NOT CHANGE IT            
MANUALLY! 
 */ 
function MedicalSystem(url) { 
    this.url = url; 
    var id = 1; 
  
function doJsonRpcRequest(method, params, methodCall,     
callback_success, callback_error) { 
        var request = {}; 
        if (methodCall) 
            request.id = id++; 
        request.jsonrpc = "2.0"; 
        request.method = method; 




            request.params = params; 
        } 
        JSON.stringify(request); 
  
        $.ajax({ 
            type: "POST", 
            url: url, 
            data: JSON.stringify(request), 
            success: function (response) { 
                if (methodCall) { 
if (response.hasOwnProperty("result") &&    
response.hasOwnProperty("id")) { 
                        callback_success(response.id, response.result); 
                    } else if (response.hasOwnProperty("error")) { 
                        if (callback_error != null) 
 
callback_error(response.error.code,response.error.message); 
                    } else { 
                        if (callback_error != null) 
callback_error(-32001, "Invalid Server    
response: " + response); 
                    } 
                } 
            }, 
            error: function () { 
                if (methodCall) 
                    callback_error(-32002, "AJAX Error"); 
            }, 
            dataType: "json" 
        }); 
        return id-1; 
    } 
this.doRPC = function(method, params, methodCall,      
callback_success, callback_error) { 
return doJsonRpcRequest(method, params, methodCall,     
callback_success, callback_error); 






MedicalSystem.prototype.GetPatientPreferences =  
function(callbackSuccess, callbackError) { 
    var params = null; 
return this.doRPC("GetPatientPreferences", params, true,     
callbackSuccess, callbackError); 
}; 
MedicalSystem.prototype.GenerateEncryptedLogs =  
function(output_path, callbackSuccess, callbackError) { 
    var params = {output_path : output_path}; 








<meta content="text/html;charset=utf-8"  
http-equiv="Content-Type"> 
<title>Medical System</title> 
<script src="http://code.jquery.com/jquery-2.1.1.min.js"  
type="text/javascript"></script> 
<script src="js/StubMedicalSystemClient.js"  
type="text/javascript"></script> 
<script type="text/javascript"> 
$(document).ready(function () { 
    function showResult(id, result) { 
        alert("ID: " + id + " Result: " + result); 
    } 
    function showError(code, message) { 
        alert("Error: " + code + " -> " + message); 
    } 
  
 
    $('#preferences_button').click(function() { 





        medicalsystem.GetPatientPreferences(function (id, result) { 
            $("#preferences").val(JSON.stringify(result)); 
        }, showError); 
    }); 
    $('#edb_button').click(function() { 




    }); 
  
}); 
function displayResult(result) { 





<textarea id="preferences" placeholder="Preferences JSON"     
cols="50" rows="15"></textarea> 
<button type="button" id="preferences_button">Get    
Pref!</button>  
<textarea id="output" placeholder="Output location" cols="60"      
rows="1"></textarea> 
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Abstract. Medical systems have risen in popularity because they make the data
sharing between patients and the medical staff easier. However, the patient must
be in control of this data sharing. The patient must be able to verify the access to
his data to confirm if there has been any violation to his privacy preferences. It is
desirable that the patient can send the log entries to his data and his data shar-
ing preferences to a third-party that could verify if there has been any breach
to his privacy. However, it is possible to extract a lot of personal information
given the access logs to someone’s medical data such as medical exams and
doctor visits. Some solutions on the state of the art use searchable encryption
schemes to solve this issue. In this work, one of the proposed solutions was be
implemented along with a prototype of a medical system using this solution to
simulate a real life scenario and verify its applicability.
Resumo. Sistemas me´dicos teˆm se tornado populares pois facilitam o compar-
tilhamento de dados entre pacientes e me´dicos. Entretanto, o compartilhamento
deve estar sob controle do paciente, que ira´ decidir que informac¸o˜es devem ser
compartilhadas e quem deve ter acesso a elas. O paciente deve ter o poder
de verificar os acessos que foram feitos a seus dados, podendo assim confir-
mar se houve algum acesso que na˜o esteja de acordo as regras estabelecidas.
O paciente pode na˜o ter o conhecimento te´cnico necessa´rio para fazer esta
verificac¸a˜o. Logo, e´ deseja´vel tambe´m que o paciente possa enviar os reg-
istros dos acessos para um verificador, juntamente com suas prefereˆncias de
acesso, para que possa ser verificado se houve alguma quebra das regras de
acesso definidas pelo paciente. Dessa maneira, o processo de verificac¸a˜o se-
ria facilitado pelo verificador, aumentando as chances dos pacientes utilizarem
e realizarem essa verificac¸a˜o frequentemente. Entretanto, o uso de um veri-
ficador pode comprometer a privacidade dos dados pois e´ possı´vel obter di-
versas informac¸o˜es somente com os registros de acesso, como qual me´dico foi
visitado ou quais exames foram realizados. Portanto, ao permitir que outra
pessoa acesse estes registros, o sigilo das informac¸o˜es do paciente pode estar
comprometido. Soluc¸o˜es no estado da arte utilizam te´cnicas de searchable en-
cryption para solucionar este problema. Este trabalho visa implementar um
modelo proposto no estado da arte em um proto´tipo de sistema me´dico e avaliar
a aplicabilidade do modelo.
1. Introduc¸a˜o
Quando o programa de espionagem dos Estados Unidos veio a conhecimento pu´blico
pelas denu´ncias realizadas por Edward Snowden, o to´pico da privacidade de dados
tornou-se extremamente popular (BBC NEWS, 2016). A variedade de dados contendo
informac¸o˜es pessoais tem crescido exponencialmente nas u´ltimas de´cadas (SWEENEY,
2002). Apesar de existir uma grande discussa˜o no campo da privacidade sobre o que
deve ser considerado sigiloso e o que deve ser aberto ao pu´blico, ainda e´ um consenso
que dados me´dicos de pacientes sa˜o dados sigilosos, que so´ podera˜o ser compartilhados
sob o consentimento do paciente. Existem va´rias soluc¸o˜es apresentadas no estado da arte
para resolver problemas relacionados a` privacidade e verificabilidade usando searchable
encryption.
Searchable encryption e´ um tipo de criptografia que permite que terceiros real-
izem uma consulta no dado cifrado, satisfazendo uma condic¸a˜o sem ter que decifrar o
texto. Para isso, alguns esquemas de criptografia consulta´vel requerem que se tenha uma
palavra-chave para ser usada como um search token para cada consulta, vinculando uma
palavra-chave para cada dado para que seja possı´vel fazer uma pesquisa somente com as
palavras-chave (search tokens). Logo, para esquemas que usam search tokens, para cada
consulta e´ necessa´ria a criac¸a˜o de um search token por quem possuir a chave e o envio do
token para quem realizara´ a operac¸a˜o de consulta.
A verificac¸a˜o de acesso e´ comumente requerida em uma vasta a´rea de tecnologias,
principalmente quando se trata do acesso a dados me´dicos, onde o sigilo na˜o pode ser
quebrado. Aplicac¸o˜es que requerem a verificabilidade encontram problemas para garantir
a confiabilidade dos dados e tambe´m para dar a sensac¸a˜o de seguranc¸a aos usua´rios de
que seus dados esta˜o sendo armazenados com sigilo.
O modelo proposto por Idalino, Spagnuelo e Martina (2017) usa conceitos de
verificabilidade e criptografia consulta´vel para solucionar problemas relacionados a` ver-
ificabilidade de acessos em sistemas me´dicos. O framework proposto possibilita que o
paciente verifique se houve algum acesso na˜o autorizado aos seus dados e tambe´m pos-
sibilita que este autorize um terceiro a fazer essa verificac¸a˜o, enviando os registros de
acesso a essa pessoa. Este processo e´ feito sem que esta pessoa que fara´ a verificac¸a˜o
consiga obter qualquer informac¸a˜o a partir dos registros de acesso.
2. Searchable Encryption
O termo utilizado na literatura e´ Searchable Encryption, pore´m, o autor pode se referen-
ciar a searchable encryption como criptografia consulta´vel como traduc¸a˜o direta ao longo
do texto. A criptografia consulta´vel permite que um servidor fac¸a buscas em documen-
tos sem que possa extrair qualquer informac¸a˜o destes documentos (ABDELRAHEEM,
2016).
Alguns esquemas de criptografia consulta´vel possibilitam fazer pesquisas no ci-
phertext enquanto a maioria dos esquemas permite a gerac¸a˜o de um index com keywords
que sa˜o utilizadas para a gerac¸a˜o da query e a pesquisa posteriormente (BO¨SCH et al.,
2015). Para pesquisar, o cliente gera uma query com os predicados que deseja verificar e
envia para o servidor, que por sua vez itera sobre os index e retorna os documentos que
satisfazem o predicado. Os tipos de criptografia consulta´vel e suas vantagens e desvanta-
gens sera˜o discutidas na sec¸a˜o 4.2 na escolha e implementac¸a˜o da criptografia consulta´vel

de comunicac¸a˜o e possibilitando a troca de informac¸o˜es facilmente, sistemas me´dicos
poupam o tempo gasto com consultas e podem salvar vidas auxiliando a equipe me´dica a
diagnosticar problemas de sau´de precocemente ou receitar um tratamento eficiente para a
sau´de do paciente baseado nos resultados dos tratamentos anteriores.
Antes do surgimento de sistemas me´dicos existiam outras maneiras de manter
um sistema por meio de diferentes plataformas que conseguiam atingir algumas das fun-
cionalidades dos sistemas me´dicos atuais. A mais ba´sica e´ manter arquivos impressos em
pape´is e ter uma organizac¸a˜o de arquivos, para compartilhar com ome´dico tirar co´pias dos
documentos necessa´rios e levar para a visita. O armazenamento em papel consegue atin-
gir a funcionalidade de organizac¸a˜o dos dados como um sistema me´dico, pore´m depende
do usua´rio o nı´vel de organizac¸a˜o e tem problemas com perda de dados em caso de algum
desastre, ou esquecimento do usua´rio em levar outros exames necessa´rios. Ale´m dessa
plataforma, era comum manter o sistema me´dico com dispositivos eletroˆnicos, pore´m lo-
calmente. Pode ser utilizado um software especı´fico de sistemas me´dicos, onde o usua´rio
mante´m uma co´pia dos dados local que podem estar cifrados ou na˜o, e o usua´rio deve
combinar um meio de comunicac¸a˜o para compartilhar os dados com o seu me´dico. O
problema com este meio e´ a falta de um padra˜o para compartilhamento com os fun-
ciona´rios da sau´de e o usua´rio ser responsa´vel pelos backups de seus dados. Por u´ltimo,
soluc¸o˜es modernas que gerenciam o compartilhamento, recuperac¸a˜o de dados, adic¸a˜o de
informac¸o˜es automa´tica. Esse tipo de plataforma promove os pontos positivos anterior-
mente citados, pore´m gera algumas questo˜es controversas. Uma das questo˜es e´ como essa
tecnologia pode ameac¸ar a privacidade dos usua´rios. O medo dos usua´rios em ter todos
os seus dados me´dicos online pode atrasar a adoc¸a˜o dos sistemas me´dicos. Soluc¸o˜es que
promovem a garantia de confiabilidade e maior seguranc¸a para os pacientes em relac¸a˜o
aos registros de acesso, como a apresentada neste trabalho, podem transformar a expres-
sividade da adoc¸a˜o dos sistemas me´dicos.
4. Modelo
O modelo proposto por Idalino, Spagnuelo e Martina (2017) tem como objetivo pro-
mover o poder aos usua´rios de sistemas me´dicos de verificar a concordaˆncia dos acessos
ao sistema me´dico com suas prefereˆncias de acesso a` seus dados me´dicos. Ale´m disso, o
usua´rio tambe´m tem o poder de verificar com um terceiro, onde o verificador na˜o podera´
extrair informac¸o˜es a partir dos logs de acesso. Cada paciente tem sua polı´tica de privaci-
dade, contendo o que cada membro da equipe me´dico pode acessar de seus dados.
Os autores assumem treˆs diferentes participantes nesse sistema, sa˜o eles: Sistema
me´dico: Armazena os dados me´dico dos pacientes e e´ responsa´vel por compartilhar os
dados entre os participantes e fornecer uma lista de logs com os acessos aos dados do
paciente Paciente: Usua´rio do sistema, dono das informac¸o˜es contidas no sistema me´dico.
Pode pedir acesso aos logs do sistema me´dico para verificar por si mesmo ou enviar para
qualquer terceiros para fazerem a verificac¸a˜o. Verificador: Terceiro que pode fornecer
servic¸os para verificac¸a˜o de acesso a dados de pacientes sem conseguir obter informac¸o˜es
sobre o paciente.
Ale´m disso, os autores tambe´m definem requerimentos para o sistema como:
Verificac¸a˜o Automatizada: O sistema me´dico deve fornecer meios para facilitar a
verificac¸a˜o para o paciente. Auditoria de dados independente: Um terceiro pode veri-

4.1. Algoritmos Utilizados pelo Modelo
O algoritmo descrito na Figura 3 e´ o qual o sistema me´dico gera os logs de acesso cifra-
dos. O sistema me´dico cifra cada log individualmente, criando um index para cada um,
contendo as palavras-chave do log, como a ac¸a˜o e o autor dessa ac¸a˜o. A gerac¸a˜o do index
depende do algoritmo de criptografia consulta´vel usado.
Figure 3. Algoritmo EncryptLogs retirado de Idalino, Spagnuelo e Martina (2017)
Depois de gerar e cifrar os ı´ndices com as keywords de cada log, eles sa˜o enviados
ao paciente. Ele, por sua vez, pode escolher analisar os logs por sı´ mesmo ou dar essa
tarefa a um verificador. Caso decida enviar para um verificador, e´ necessa´rio explicar ao
verificador o que ele deve buscar nesses logs. Para isso, o paciente gera uma query. A
Figura 4 mostra esse processo da gerac¸a˜o da query. A query e´ gerada de acordo com
a polı´tica de privacidade acordada com o sistema me´dico. Essa polı´tica de privacidade
define o que cada membro da equipe me´dica pode acessar nos dados do paciente. Se a
polı´tica de privacidade na˜o for alterada, o paciente pode reutilizar essa query futuramente.
A query e´ representada como uma expressa˜o booleana na disjunctive normal form (DNF),
que e´ uma normalizac¸a˜o de uma disjunc¸a˜o de cla´usulas conjuntivas, utilizando um id
identificando a pessoa e um action identificando a ac¸a˜o que essa pessoa pode realizar.
Uma query ficaria no seguinte formato (id1 / action1) (id1 / action2 ) (id2 / action1).
E´ utilizado a DNF pois com ela e´ possı´vel realizar a disjunc¸a˜o de cla´usulas conjuntivas,
nesse caso e´ a disjunc¸a˜o das conjunc¸o˜es dos ids dos membros me´dicos com os actions
que eles podem realizar. Logo, e´ uma query que verifica se um log esta´ de acordo com a
polı´tica de privacidade.
Depois de gerar a query, o paciente deve enviar os logs cifrados e a query para
o verificador. Isso e´ suficiente para o verificador fazer a busca nos logs e retornar os
que esta˜o de acordo com a query. A busca por parte do verificador e´ mostrada na
Figura 5. Note que este algoritmo tambe´m depende do esquema de criptografia con-
sulta´vel booleana utilizado. Depois de realizar a verificac¸a˜o, o verificador envia para o
paciente uma lista de logs cifrados que esta˜o de acordo com a query.
O resultado pode ser simplificado mandando uma mensagem positiva ou negativa
se ha´ violac¸a˜o da polı´tica de acesso do sistema me´dico a partir do resultado da query a
partir da condic¸a˜o de que todos os ı´ndices esta˜o de acordo com a query. O algoritmo 2 de
gerac¸a˜o da query tambe´m pode ser facilmente modificado para indicar quais logs violam
a polı´tica e o paciente pode decifrar esses logs para descobrir qual foi a violac¸a˜o. Em
Figure 4. Algoritmo GenerateQuery retirado de Idalino, Spagnuelo e Martina
(2017)
Figure 5. Algoritmo Search retirado de Idalino, Spagnuelo e Martina (2017)
nenhum momento o verificador obte´m qualquer dado sobre os logs de acesso, ou sobre
a query. A u´nica informac¸a˜o para ele e´ a quantidade de logs que esta˜o de acordo com a
query enviada, que na˜o tem seus termos em texto plano para o verificador.
5. Implementac¸a˜o
5.1. Implementac¸a˜o de um algoritmo de searchable encryption
Para a implementac¸a˜o do algoritmo de criptografia consulta´vel foi escolhido o algoritmo
proposto por Abdelraheem et al. (2016). Os autores propuseram um algoritmo de crip-
tografia consulta´vel que permite operac¸o˜es booleanas. Apesar de que este algoritmo
na˜o foi diretamente mencionado no trabalho proposto por Idalino, Spagnuelo e Martina
(2017), este trabalho e´ uma melhoria do trabalho proposto por Cash et al. (2013) citado
pelos autores. Ele possui as caracterı´sticas necessa´rias apontadas pelos autores para ser
utilizado como o algoritmo de criptografia consulta´vel neste modelo. A mais importante
sendo a de utilizac¸a˜o de query com mu´ltiplas keywords. Ale´m disso, Abdelraheem et al.
(2016) disponibilizou os co´digo dos testes realizados em sua pesquisa, o que facilitou a
implementac¸a˜o da biblioteca OpenSSE.
Com isso, a implementac¸a˜o da criptografia consulta´vel foi a adaptac¸a˜o do co´digo
de algoritmo de criptografı´a consulta´vel disponibilizado por Abdelraheem et al. (2016)
em uma pequena biblioteca chamada OpenSSE. Ela possui duas classes Client e Server.
O Client e´ responsa´vel por coletar as keywords e indexes e cifrar utilizando uma chave es-
colhida. O Client tambe´m e´ responsa´vel pela criac¸a˜o da query e verificac¸a˜o do resultado.
O Server e´ realiza a consulta nos indexes e keywords cifrados.
O co´digo disponibilizado por Abdelraheem et al. (2016) foi feito para realizar os
testes de desempenho disponibilizados em seu trabalho, as func¸o˜es do Client e Server se
comunicavam entre si via sockets. Com isso, a primeira alterac¸a˜o necessa´ria foi abstrair
os algoritmos de criptografia consulta´vel para que funcionassem independente da conexa˜o
do Client com o Server.
Os algoritmos de criptografia consulta´vel cla´ssicos so´ permitem a consulta de uma
u´nica keyword, pore´m muitos problemas, como o apresentado neste trabalho, necessitam
de um algoritmo mais expressivo onde e´ possı´vel fazer queries booleanas. Por exemplo,
com um algoritmo cla´ssico e´ possı´vel fazer a query dos logs de dados me´dicos onde a
ob e´ igual a ‘X-RAY’. Pore´m, no escopo deste trabalho e´ necessa´rio o uso de queries
mais expressivas como por exemplo, uma consulta onde ob e´ igual a ‘X-RAY’ e actor e´
igual a ‘1’. De acordo com Kamara e Moataz (2017) uma soluc¸a˜o ingeˆnua de realizar
essa consulta denominada de response-revealing seria fazer a pesquisa onde ob e´ igual
a ‘X-RAY’, outra pesquisa onde id e´ igual a ‘1’ e realizar a intersecc¸a˜o entre os dois
resultados. O problema desta soluc¸a˜o ingeˆnua e´ que apesar de na˜o vazar diretamente
as keywords, o server teria os ı´ndices da primeira e da segunda consulta. Alguns tipos
de ataques poderiam descobrir informac¸o˜es sensı´veis sobre os dados cifrados com um
nu´mero significante de queries. Com um algoritmo que suporta queries mais expressivas o
servidor teria somente os ı´ndices da intersecc¸a˜o, ou seja, o equivalente a uma pesquisa de
uma u´nica keyword. Outra soluc¸a˜o ingeˆnua denominada de response-hiding por Kamara
e Moataz (2017) sa˜o esquemas que o server na˜o consegue descobrir os ı´ndices que sa˜o
somente calculados no cliente, o problema de soluc¸o˜es como esta, de acordo com os
autores, sa˜o que sa˜o ineficientes por passar informac¸o˜es redundantes. No caso do exemplo
anterior, o problema de informac¸o˜es redundantes seria que o servidor responderia todos
os ı´ndices onde ob e´ igual a ‘X-RAY’ e todos os ı´ndices onde actor e´ igual a ‘1’ e o
cliente resolveria a intersecc¸a˜o. Ainda de acordo com Kamara e Moataz (2017), qualquer
esquema de criptografia consulta´vel deve resolver um desses dois problemas das soluc¸o˜es
ingeˆnuas.
No trabalho desenvolvido, por utilizar um nu´mero relativamente pequeno de da-
dos, na˜o tem problema com a complexidade dos algoritmos, somente com a confiden-
cialidade. Os algoritmos de criptografia consulta´vel propostos por Cash et al. (2013) e
Abdelraheem et al. (2016) sa˜o soluc¸o˜es baseadas em response-hiding. A queries nestes
esquemas sa˜o feitas na forma w1 AND f (w2, w3, . . . , wn). Os autores definem dois
grupos, s-tag e x-tags. O grupo s-tag seria o w1 e os elementos do grupo das x-tags se-
riam as keywords w2,w3,wn. Neste algoritmo, o servidor realiza uma consulta de u´nica
palavra com o w1 e obte´m os ı´ndices, a partir disso ele faz uma consulta com cada x-tag
somente nos ı´ndices obtidos pelo w1. O server envia para o client os ı´ndices das x-tags
cifrados, ou seja, o u´nico conhecimento do server e´ a da query de w1, como uma consulta
de palavra u´nica. Apo´s receber os resultados, o client pode decifrar os ı´ndices das x-tags e
realizar as operac¸o˜es booleanas, no caso do trabalho dos autores seria w1 AND w2 AND
w3 AND wn. O problema de informac¸o˜es redundantes neste algoritmo proposto e´ feito
pela conjunc¸a˜o lo´gica entre a s-tag e as x-tags. Para obter um melhor desempenho teria

mu´ltiplas keywords, ela recebe como paraˆmetro a s-tag e as x-tags. Com a chave que
esta´ hardcoded ela cifra a query e retorna a query cifrada. Antes das alterac¸o˜es realizadas,
este me´todo abria um socket com o Server e mandava a query cifrada.
O me´todo fetchResult da classe Client retorna um vetor de bitsets contendo os
indexes que conte´m a x-tag a partir do resultado do Server. Esse me´todo recebe como
paraˆmetro o resultado da operac¸a˜o da query conjunctiveSearch no Server. Com isso, ela
decifra cada resultado das x-tags e adiciona o bitset contendo os ı´ndices que conte´m a
x-tag a um vetor. Antes das alterac¸o˜es, o me´todo fetchResult era um me´todo privado da
classe, chamado no me´todo conjunctiveSearch para decifrar o resultado e enta˜o realizar
operac¸o˜es lo´gicas AND com todas as x-tags.
A classe Server possui treˆs me´todos importantes, sa˜o eles: setupEDB, singleKey-
wordSearch e conjunctiveSearch. O me´todo setupEDB foi criado para que o objeto da
classe Server inicializar suas s-tag e x-tags para as buscas a partir de um arquivo, ele
recebe como paraˆmetro a localizac¸a˜o do arquivo contendo os indexes e keywords cifra-
dos. Apo´s executar o setupEDB com um objeto da classe Server e´ possı´vel chamar os
me´todos singleKeywordSearch e conjunctiveSearch. O me´todo conjunctiveSearch recebe
como paraˆmetro a query e a localizac¸a˜o para o arquivo de saı´da. Ela primeiro executa
uma singleKeywordSearch com a s-tag, e enta˜o para cada index que conte´m essa s-tag ele
executa a query de cada x-tag e escreve o resultado no arquivo de saı´da.
5.2. Logs de Acesso
Os logs de acesso esta˜o em um u´nico arquivo. Eles sa˜o organizados na seguinte forma:
ACTION:GET DATE:2018-05-14 ACTOR:1 OB:X-RAY
Neste formato, o campo ACTION pode ser GET ou SUBMIT, representam o ato
de pegar informac¸o˜es ou incluir informac¸o˜es sobre o paciente respectivamente. O campo
DATE representa a data que foi realizada esta ac¸a˜o. O campo ACTOR representa o ator
dessa ac¸a˜o, no caso algue´m da equipe me´dica identificado pelo seu id nume´rico. O campo
OB representa o artefato me´dico submisso a esta ac¸a˜o.
Para simplificar a implementac¸a˜o, todos os logs gerados para o trabalho sa˜o de
um u´nico paciente. Os logs sa˜o iterados pela func¸a˜o setupDB do Client na biblioteca
OpenSSE.
Foram criados 10 ids para o campo ACTOR que representam 10 participantes da
equipe me´dica. Para o campo OB foram utilizados alguns termos para dados de sistemas
me´dicos. Sa˜o eles: X-RAY, URINE-SAMPLE, DNA, MRI, LDL, HDL, VLDL, VHS,
T3, T4. Totalizando 10 dados me´dicos, em sua maioria sa˜o resultados de exames de
sangue para entrar no contexto de sistemas me´dicos.
5.3. Polı´tica de Acesso do Paciente
As prefereˆncias de acesso dos dados me´dicos dos usua´rios sa˜o definidas por um arquivo
JSON que define a regra para cada tipo de dado me´dico com um array de ids que podem
acessar estas informac¸o˜es de acordo com as prefereˆncias do usua´rio. As prefereˆncias de
acesso usadas foram a descrita abaixo.
Desta maneira, o paciente “John Doe” permite, por exemplo, que os me´dicos com
id de 1 e 4 podem acessar os resultados do exame de sangue t3 e t4. O paciente permite
1 {
2 "patient": "John Doe",
3 "allow": {
4 "X-RAY": [1, 2, 3, 4],











Listing 1: Polı´tica de Acesso de John Doe
que va´rias pessoas acessem dados do X-RAY como os me´dicos com ids 1, 2, 3, 4.
5.4. Sistema Me´dico
O Sistema Me´dico mante´m os logs de acesso e as prefereˆncias dos usua´rios. Ele tem
duas func¸o˜es, sa˜o elas: GetPatientPreferences, GenerateEncryptedLogs. No escopo deste
proto´tipo, o GetPatientPreferneces retorna o JSON relacionado ao paciente John Doe.
Para gerar os indexes e keywords cifrados, o sistema me´dico cria um objeto Server da
biblioteca OpenSSE e pede para cifrar para um arquivo. O fornecimento dos logs pelo
sistema me´dico esta´ fora do escopo deste proto´tipo.
A func¸a˜o GenerateEncryptedLogs, no caso deste proto´tipo, precisa iniciar o
Client da biblioteca OpenSSE e chamar a func¸a˜o setupDB com os paraˆmetros sendo:
a localizac¸a˜o dos logs utilizados, o nu´mero ma´ximo de logs a serem percorridos e o cam-
inho para o arquivo de saı´da. A chamada JSON-RPC retorna true caso tenha finalizado
corretamente. A biblioteca OpenSSE possui a func¸a˜o de gerac¸a˜o das chaves, para o es-
copo dos testes deste projeto foi gerado uma chave e utilizada essa mesma ja´ gerada para
os testes.
5.5. Paciente
O software usado pelo paciente possui uma chamada para gerac¸a˜o da query pela chamada
JSON-RPC GenerateQuery que recebe o arquivo JSON de prefereˆncias e retorna uma
string com a query. A outra chamada JSON-RPC necessa´ria pelo paciente e´ a da
verificac¸a˜o dos resultados chamada CheckResult, que precisa como paraˆmetro as pre-
fereˆncias do usua´rio no formato JSON e retorna uma string se houve ou na˜o violac¸a˜o de
acesso aos logs.
A gerac¸a˜o dos logs cifrados do sistema me´dico descrita na sec¸a˜o 4.6 gera todos os
logs, incluindo os que enviam dados (SUBMIT) e acessam dados (GET). Por isso, como
s-tag foi escolhido ser sempre a ACTION == GET ja´ que a lo´gica entre as prefereˆncias de
acesso do paciente sera˜o trabalhadas em cima das x-tags e o JSON de prefereˆncias. Com
essa s-tag o servidor operara´ somente nos indexes que acessam dados. Se for necessa´rio
realizar buscas com ACTION em um valor diferente de GET teria que ser feita uma outra
query com a respectiva s-tag Para a gerac¸a˜o das x-tags na query, foi criado a seguinte
organizac¸a˜o, para cada OB, adicionar os ACTORs que podem acessar em seguida. Sendo
OB o objeto, como por exemplo X-RAY, e os ACTORs seguidos sa˜o os ACTORs que
podem acessar esse OB.
No exemplo dado pelas prefereˆncias de John Doe a query ficaria da seguinte
maneira:
OB:X-RAY ACTOR:1 ACTOR:2 ACTOR:3 ACTOR:4 OB:URINE-SAMPLE
ACTOR:2 ACTOR:3 OB:DNA ACTOR:9 OB:MRI ACTOR:7 OB:LDL ACTOR:6
OB:HDL ACTOR:6 OB:VLDL ACTOR:6 OB:VHS ACTOR:1 OB:T3 ACTOR:1 AC-
TOR:4 OB:T4 ACTOR:1 ACTOR:4
Para isso, o me´todo GenerateQuery precisa receber as prefereˆncias do usua´rio no
formato Json. Abaixo esta´ a func¸a˜o GenerateQuery. Para cada membro do array allow ele
adiciona a string das x-tags a x-tag “OB: membro” e para cada ID permitido desse OB ele
adiciona a x-tag ID: id, respeitando o formato OB, IDs permitidos
Com a string da query criada, e´ instanciado um objeto Client da biblioteca
OpenSSE e chamada a func¸a˜o para criac¸a˜o da query conjunctiveSearch com base nessa
string que retorna uma string com a query cifrada que pode ser enviada para o Server. Ja´
que para o escopo do proto´tipo deste trabalho foram utilizadas uma chave previamente
gerada, o Client ja´ conhece o caminho dela. A outra chamada JSON-RPC necessa´ria pelo
Paciente e´ a de verificac¸a˜o de resultado. Com essa organizac¸a˜o das x-tags essa func¸a˜o
executa a mesma lo´gica para verificar as condic¸o˜es de acesso de cada x-tag. Para isso,
ele precisa chamar o objeto do Client da biblioteca OpenSSE para decifrar o resultado.
Como o caminho de onde esta´ o resultado do verificador e´ conhecido nestes testes ele esta´
diretamente no co´digo. Essa func¸a˜o tambe´m necessita da chave previamente utilizada,
como explicado anteriormente, ela ja´ e´ conhecida nesse proto´tipo, enta˜o o caminho dela
esta´ diretamente no co´digo.
O fetchResult retorna um vetor de dynamic bitsets que representam os resultados
de cada x-tag. Esses bitsets sa˜o compostos por 0’s e 1’s que representam os ı´ndices que
conte´m essa x-tag. Para verificar o resultado, o algoritmo percorre as prefereˆncias do
usua´rio junto com o vetor de strings obtido pelo fetchResult, para cada resultado da x-tag
do tipo ACTOR faz a operac¸a˜o booleana OR com um bitset tempora´rio, depois e´ feito a
operac¸a˜o booleana AND com o resultado do OB e enta˜o a negac¸a˜o desse resultado sa˜o os
ı´ndices dos logs onde o acesso foi de um OB mas foi acessado por um ACTOR diferente
do especificado na polı´tica de acesso, e´ feita a operac¸a˜o OR com um bitset de violac¸o˜es
para o retorno. No final, ele verifica se houve algum ı´ndice que viola a polı´tica de acesso
do usua´rio checando o bitset violations e retorna uma string com o resultado.
5.6. Verificador
O Verificador recebe o arquivo com os indexes e keywords cifrados com algoritmo de
criptografia consulta´vel e uma string com a query a ser realizada e retorna um arquivo
com o resultado final. Para isso, o verificador precisa instanciar um objeto do Server
da biblioteca OpenSSE iniciar os indexes e keywords cifrados no objeto com o arquivo
criado pelo Sistema Me´dico e enta˜o realizar a query enviada pelo cliente. Isso ira´ gerar
um arquivo de resultado, como explicado na sec¸a˜o 4.2, que deve ser enviado para o cliente
para gerar os resultados.
A execuc¸a˜o da SearchQuery precisa da localizac¸a˜o do arquivo com os indexes e
keywords cifrados, a string com a query a ser realizada e a localizac¸a˜o para o arquivo de
saı´da. O SearchQuery inicializa uma instaˆncia do Server da OpenSSE e enta˜o faz a busca
com a query recebida para o arquivo na localizac¸a˜o especificada nos paraˆmetros.
5.7. Testes e Experimentos
Foram realizados testes com um nu´mero pequeno de logs para verificar a consisteˆncia
dos resultados. Na˜o foi levada em considerac¸a˜o a eficieˆncia do algoritmo de criptografia
consulta´vel, por isso, foram utilizados somente 5 logs para cada teste. Ao executar os
passos necessa´rios pelas janelas do Sistema Me´dico, Paciente e Verificador a pa´gina do
Verificador deve informar se houve ou na˜o violac¸a˜o das prefereˆncias de acesso, e caso
houver, mostrar uma lista dos ı´ndices de quais logs violaram as prefereˆncias.
No primeiro teste foram utilizados os seguintes logs de acesso:
ACTION:GET DATE:2018-02-14 ACTOR:1 OB:URINE-SAMPLE
ACTION:GET DATE:2018-02-14 ACTOR:2 OB:X-RAY
ACTION:GET DATE:2018-02-14 ACTOR:3 OB:X-RAY
ACTION:GET DATE:2018-02-14 ACTOR:4 OB:X-RAY
De acordo com as prefereˆncias definidas na sec¸a˜o 4.4, ha´ violac¸a˜o no primeiro
registro de acesso, onde o ACTOR:1 acessa as informac¸o˜es de URINE-SAMPLE, a qual
so´ permite acessos dos ACTORS 2 e 3.
A pa´gina do Paciente gera a a query que deve ser enviada junto com o Encrypted
Database, para o verificador que escreve um arquivo com os resultados. Estes resulta-
dos devem ser decifrados pela pa´gina do paciente a qual retornara´ a informac¸a˜o sobre a
violac¸a˜o das prefereˆncias de acesso. Neste caso houve violac¸a˜o no log de ı´ndice 1 na lista
dos logs. A resposta do software do paciente foi ”1 entry violates your privacy. 1000”
6. Conclusa˜o
O uso de searchable encryption fora do contexto padra˜o da interac¸a˜o entre o cliente e a
nuvem e´ muito interessante e promissor. Este trabalho proporcionou o desenvolvimento
de uma biblioteca de criptografia consulta´vel que torna possı´vel explorar o uso de crip-
tografia consulta´vel em outras a´reas.
Com a biblioteca OpenSSE, a implementac¸a˜o do sistema me´dico, cliente e prin-
cipalmente a do verificador foram objetivas e claras. Com isso, seria simples outras enti-
dades utilizarem o mesmo protocolo de criptografia consulta´vel e comunicac¸a˜o definidos
neste trabalho para implementar outros verificadores, aumentando a confiabilidade na
verificac¸a˜o feitas pelos usua´rios de sistemas me´dicos.
Com o uso de um esquema de searchable encryption que na˜o precise de uma
verificac¸a˜o dos resultados pelo cliente teria um impacto maior pois poderiam ser feitas
arguic¸o˜es automa´ticas de dados disponı´veis pelo sistema me´dico, como os dados cifrados
de todos os clientes junto com a query que representa suas prefereˆncias.
A entidade que decida utilizar este esquema para prover uma maior confiabilidade
de seu sistema tem que garantir a integridade da gerac¸a˜o de logs de acesso assim como a
sua integridade na gerac¸a˜o dos logs cifrados. A confiabilidade do cliente nos verificadores
pode ser melhorada com o nu´mero de implementac¸o˜es de verificadores e ele possa utilizar
mais de um. O software que o cliente utiliza para criar a query e verificar o resultado
tambe´m pode ser implementado em diferentes lugares ale´m do que no pro´prio sistema
me´dico. A confiabilidade no software que o cliente tem tambe´m pode ser melhorada por
diferentes implementac¸o˜es disponı´veis.
Este trabalho tambe´m poderia ser integrado a um framework de sistema me´dico
para atingir diversas implementac¸o˜es consequentemente um nu´mero maior de usua´rios.
Um frameworks de sistema me´dico disponı´vel e´ o CareKit da Apple. Em 2017 a Ap-
ple lanc¸ou a possibilidade do compartilhamento de dados me´dicos na sua framework,
pore´m depende da empresa implementando o sistema me´dico para definir polı´ticas de
privacidade e prover o usua´rio a capacidade de verificar essas polı´ticas (DEKOSHKA,
2017). Com a integrac¸a˜o deste trabalho com o framework desenvolvido pela Apple, seria
possı´vel transformar a implementac¸a˜o de qualquer sistema me´dico utilizando o CareKit
seguro, fortalecendo privacidade dos usua´rios. Ale´m disso, o CareKit e´ uma framework
open-source e busca a colaborac¸a˜o de desenvolvedores como houve colaborac¸o˜es no de-
senvolvimento do compartilhamento de dados me´dicos (DEKOSHKA, 2017).
6.1. Trabalhos Futuros
Com o desenvolvimento deste trabalho, alguns pontos interessantes foram levados para
serem desenvolvidos posteriormente. O primeiro deles, seria a implementac¸a˜o de outros
algoritmos de criptografia consulta´vel para a biblioteca OpenSSE. Com o surgimento de
novos esquemas de criptografia consulta´vel. O segundo, seria o estudo da aplicac¸a˜o de
searchable encryption no contexto mais tradicional de banco de dados, a utilizac¸a˜o da bib-
lioteca OpenSSE seria muito interessante em uma implementac¸a˜o de um banco de dados
SQL com suporte a searchable encryption para o cena´rio cla´ssico dessa a´rea entre cliente
e nuvem. O terceiro, seria o estudo de novos esquemas de searchable encryption que na˜o
dependam de response-hiding para consultas booleanas expressivas. Dessa maneira seria
possı´vel eliminar a u´ltima interac¸a˜o com o cliente para validar o resultado neste trabalho.
