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Diplomsko delo predstavlja koncept in implementacijo pametnega števca električne 
energije, ki temelji na uporabi bločno-verižne tehnologije in uporabniku omogoča preprosto 
ter cenejše upravljanje z električno energijo. Zasnovan je kot dodatek obstoječemu števcu, 
preko katerega pridobiva podatke o pretoku električne energije, jih zapiše v bloke in poveže 
na bločno verigo. Implementacija temelji na platformi Ethereum, ki omogoča sklepanje 
pametnih pogodb in izvajanje mikroplačil. V diplomskem delu predstavljamo sistem, ki 
preko bločne verige povezuje uporabnika, ponudnika in pametne števce. Opravljene so tudi 
simulacije delovanja pametnega števca, od nakupa energije do njene porabe. 
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The diploma work represents the concept and implementation of a smart electricity meter  
which is based on the use of block-chain technology and enables the user to easily and 
cheaply manage the purchase of electricity. It is designed as an addition to an existing 
meter, through which it acquires data on the flow of electricity, writes it into blocks and 
links them to the block chain. Implementation is based on the Ethereum platform, which 
enables smart contracts and implementation of micro-payments. In the diploma thesis we 
present a system that connects the user, provider and smart meters via a block chain. 
Simulation of the smart meter's operation, from the purchase of energy to its  
consumption, has also been performed. 
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1. Uvod 
1.1. Ozadje problema 
Pametni števci bi za razliko od trenutnih števcev omogočali lažje in cenejše upravljanje z 
električno energijo. Ker se pametne pogodbe, na katerih temeljijo pametni števci, izvajajo 
samodejno,  postane sistem avtomatiziran. 
 
Nakup trenutnih števcev uporabnika obvezuje k določenemu ponudniku energije, ki  s tem 
ustvarja ne tržno okolje. Z uvedbo bločno-verižne tehnologije, se porabniku poleg 
mesečnega plačevanja električnih računov odpira možnost nakupovanja električne energije 
v naprej. Uporabnik ni vezan na enega ponudnika, vendar ima v vsakem danem trenutku 
možnost nakupa elektrike pri ponudniku, ki nudi ugodnejšo ponudbo. Tako uporabnik 
pridobi na prosti izbiri ponudnika, kar mu omogoča nakup cenejše električne energije.   
 
Ob vzpostavitvi pametnih števcev na vseh področjih, kjer se upravlja z energijo bi lahko 
vzpostavili sistem, ki povezuje števce različnih medijev. Tako bi znotraj enega števca lahko 
merili porabo elektrike, toplote, plina ipd.  
 
Trenutno se na področju pametnih električnih števcih razvija projekt Suncontract[10], čigar 
cilj je doseči ekosistem obnovljivih virov energije, ki bi vzpostavil decentraliziran sistem 
proizvajanja obnovljive energije.   
 
1.2. Cilji 
Glavni cilj predložene diplomske naloge je vzpostaviti sistem za beleženje energije na 
bločno verigo, ki bo vseboval uporabnika, ponudnika, pametni števec ter bločno verigo. 
Sistem pametnega števca z izjemo samega števca, ki meri porabo, je implementiran znotraj 
bločno-verižne tehnologije. 
 
Za uspešno razumevanje bločno-verižne tehnologije je najprej predstavljen pregled literature 
s poudarkom na prednostih in slabostih te tehnologije. 
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V praktičnem delu smo vzpostavili vzpostavitve sistema, ki bo na naši privatni bločni-verigi 
izvajal funkcije, ki jih potrebuje električni števec. Poleg tega smo opravili tudi simulacijo 
delovanja pametnega števca, od napolnitve energije do njegove porabe.  
 
 
 
 
 
  
 3 
 
2. Teoretične osnove in pregled literature 
2.1. Pametni števci  
Pametni števci so dodatek že uveljavljenim števcem, ki jih distribucijska podjetja 
uporabljajo za merjenje porabe električne energije svojih porabnikov. Poenostavljeno sistem 
deluje na principu skupne datoteke, ki beleži začetno stanje in vse spremembe o porabi 
električne energije, ki se zgodijo tekom delovanja. Bločno-verižna tehnologija, te podatke 
beleži in omogoča identifikacijo in spremljanje imetja električne energije skozi oskrbovalno 
verigo. Pametni števci bi vodili spremembe stanja električne energije in podatke pošiljali ter 
nalagali v bločno verigo. Ker bločno-verižna tehnologija omogoča anonimnost, lahko do 
uporabnikov pošiljamo pogodbe, položnice in promocije, ne da bi razkrili njihovo identiteto 
in ostale informacije.  
 
Anonimnost uporabnika je znotraj tehnologije implementirana preko uporabniškega imena, 
ki ga uporabnik dobi ob priključitvi v bločno verigo. Uporabniško ime je posebna 42 številna 
koda, ki je sestavljena iz števil od 0 do 9, ter velikih in malih črk angleške abecede. Ob vsaki 
aktivnosti uporabnika, ki se zapiše v blok, se za identiteto uporabi ta koda, ki je nihče ne 
more slediti nazaj do porabnika. 
 
Pametni števec je kombinacija strojne in programske opreme. Strojni del števca je priključen 
na trenutne števce iz katerih prejema impulze o porabi elektrike. Impulze pošilja na zunanjo 
procesorsko enoto, na kateri se izvaja funkcionalnost pametnih števcev. Programski del 
pametnega števca predstavlja pametna pogodba, ki je naložena na bločno verigo. Njena 
funkcija je spremljanje porabe in stanja elektrike na števcu, ter v primeru, da se porabi vsa 
električna energija na pogodbi, onemogoči nadaljnje porabljanje energije.  
 
Vsak uporabnik si lasti en pametni števec, ki je standardiziran produkt. Povezan je s pametno 
pogodbo, na katero različna podjetja naložijo električno energijo, ki jo pri njih zakupimo. 
Sam števec je last uporabnika, in ne ponudnika, zato lahko ponudnike brez težav tudi 
menjamo.  
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2.2. Bločno-verižna tehnologija 
Bločno-verižna tehnologija je tehnologija porazdeljenih sistemov. Ti sistemi vsebujejo bazo 
podatkov, ki je urejena v gradnike imenovane bloki, ti pa se med seboj povezujejo v verigo. 
Tako nastane izraz bločna-veriga.  
 
Vsak blok vsebuje določene podatke in ima časovni žig, ki posamezni blok povezuje s 
prejšnjim in naslednjim blokom. Ker si bloki sledijo v sosledju je vsako dejanje na bločni-
verigi ne povračljivo in bi morali za poizkus spremembe bloka, spremeniti vse nadaljnje 
bloke, kar pa je iz praktičnega vidika nemogoče. Tako sistem skrbi za ne povračljivost 
blokov, ki so že nanizani v verigo.  
 
Poleg ne povračljivosti, je glavna lastnost tehnologije, oziroma porazdeljenih sistemov, 
decentralizacija. To pomeni, da imajo vsi uporabniki, ki so s svojimi računalniki povezani 
na bločno-verižni sistem, enako kopijo istih izvirnih podatkov. 
 
Bločna veriga se gradi z zaporednim nizanjem blokov, ki se ustvarjajo izključno s pomočjo 
posebnih tipov uporabnikov, ki so povezani v sistem. To so tako imenovani »minerji« (slo.: 
rudarji), ki pakirajo transakcije v bloke. Naše transakcije se ne izvedejo takoj vendar šele, 
ko so vključene v blok in je le ta potrjen s strani večine (51%) uporabnikov v sistemu. 
Rudarje k pakiranju teh transakcij spodbuja nagrada za vsak uspešno izračunan blok, ter 
provizija, ki jo uporabnik doda ob objavi transakcije na decentralizirano omrežje. Nagrada 
za rudarjenje je v vsakem sistemu implementirana v obliki kriptovalute, ki se uporablja v 
bločni verigi.       .  
 
Najbolj znana implementacija bločno-verižne tehnologije je Bitcoin, ki je najbolj razširjena 
kriptovaluta. Bitcoin-u pa takoj sledi Ether (slo.: Eter), oziroma platforma Ethereum, ki 
omogoča veliko več kot le transakcije kriptovalut.  
 
 
Slika 2.1: Shema delovanja bločne verige 
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Slika 2.1 predstavlja potek ustvarjanja blokov, in njihovo vezanje v verigo. Najprej 
uporabnik na decentralizirano omrežje (P2P omrežje), objavi željo po transakciji. Rudarji 
več transakcij povežejo skupaj in jih umestijo v blok, ki se ustvari. Tak blok se nato preko 
časovnega žiga poveže s prejšnjim blokom v verigo. 
 
2.3. Okolje Ethereum 
Ethereum je prosto dostopna platforma za decentralizirane aplikacije, ki omogoča preko 
pametnih pogodb izmenjavo valute, vsebine in informacij. V bločno-verižnem sistemu nam 
te pametne pogodbe omogočajo izpolnjevanje željenih funkcij, ko so izpolnjeni določeni 
pogoji, kot sredstvo plačila pa se uporablja kriptovaluta Eter. 
 
Uporabnik lahko do Etra pride z njegovim nakupom preko borz za kriptovalute, ali pa z 
rudarjenjem v glavnem Ethereumovem omrežju. 
  
Platforma Ethereum predstavlja okno v prihodnost za decentralizirane aplikacije, saj se od 
sedanjih bločno-verižnih tehnologij, kot je Bitcoin, ločuje na en zelo pomemben način. 
Medtem, ko je Bitcoin sprogramiran da izvaja le transakcije kripotvalut, je Ethereum lahko 
podlaga za mnogo večje število aplikacij.   
 
Ena takih aplikacij je tudi pametna pogodba, ki omogoča samodejno izvajanje transakcij na 
določeno časovno enoto. Tako lahko na primer ustvarimo pogodbo, kjer uporabnik drugemu 
uporabniku na vsakih nekaj ustvarjenih blokov pošilja določeno enoto Etra. Pogodba lahko 
deluje še naslednjih 1000 let, oziroma dokler pošiljatelju Etra ne zmanjka. 
 
Ethereum temelji na uporabi pametnih pogodb. Ko se pametna pogodba naloži na bločno-
verižni sistem, postane del le-tega. Postane samoupravljalni program, ki se izvede vsakič, ko 
so za njegovo izvedbo doseženi vnaprej določeni pogoji. Tako lahko nemoteno prenaša 
kakršno koli vrednost, brez možnosti nezaželenih prekinitev, sprememb, goljufij ali razkritja 
zasebnosti.  
 
Znotraj Ethereuma obstaja tudi tako imenovan Ethereumov virtualni stroj (angl.: Ethereum 
virtual machine, EVM), ki skrbi za pravilno izvajanje pogodb.   
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3. Metodologija raziskave 
V teoretičnem delu naloge, smo se z raziskovanjem že obstoječih aplikacij, ki jih je glede na 
novost bločno-verižne tehnologije dokaj malo, odločali na kateri platformi, bi naš pametni 
števec vzpostavili. Trenutno obstajata le dve večji prosto dostopni platformi za vzpostavitev 
decentraliziranih aplikacij. To sta IOTA in Ethereum. Na koncu smo se odločili za Ethereum, 
saj ima projekt IOTA težave zaradi slabe razširljivosti platforme. Razširljivost oziroma 
zmožnost vključevanja velike baze porabnikov, pa je bil tudi eden od kriterijev za uspešen 
izdelek.  
 
V Ethereumu se ob podpisu pogodbe, za vsakega uporabnika na bločni verigi ustvari 
pametna pogodba, ki vodi bilanco in porabo električne energije. Uporabnik do nje dostopa 
preko spletnega strežnika, ki nudi pregled nad stanjem pogodbe. Pametni števci preko že 
prisotnih števcev spremljajo porabo elektrike in na določeno količino, ko se na primer porabi 
1kWh energije, pošiljajo impulze do pogodbe. Ti impulzi poskrbijo za znižanje stanja imetja 
elektrike za določeno količino. 
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3.1. Zasnova sistema 
 
Slika 3.1: Zasnova sistema 
Sistem je sestavljen iz različnih modulov, ki so med seboj povezani. Celoten sistem povezuje 
uporabnika, ponudnika, pametni števec ter pametno pogodbo, ki je implementirana znotraj 
bločne verige. V nadaljevanju so podrobneje opisani vsi moduli v sistemu, ter povezave, ki 
delujejo med njimi.  
3.2. Opis modulov 
3.2.1. Pogodba 
Pametna pogodba je zapisana v jeziku Solidity, nov računalniški jezik, ki je podoben 
JavaScript-u in je namenjen za implementiranje pametnih pogodb znotraj Ethereuma. 
Pogodba je sestavljena iz funkcij, katere želimo, da upravlja pametni števec, v okolje 
Ethereum pa jo lahko implementiramo na več načinov.  
 
Glavna naloga pametne pogodbe je upravljanje in beleženje stanja energije. Pogodba 
sprejema informacije, ki jih pošilja pametni števec in jih beleži na bločno verigo,. Prav tako 
pa je povezana tudi s spletnim strežnikom, ki služi kot vmesnik za lažji vpogled v pogodbo 
za uporabnika. 
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Pogodba, ki se uporablja v naši diplomski nalogi je zgolj pogodba iz  tehničnega vidika.  S 
pravnega vidika pogodba sicer nima predpisane oblike. »Za sklenitev pogodbe se ne zahteva 
nikakršna oblika, razen če zakon drugače določa« [9] , kljub temu pa se mora korak naprej, 
ob uveljavitvi resničnih pametnih pogodb, napraviti tudi na pravnem področju.   
 
Klasične pogodbe, ki jih predstavljajo vrednostni papirji se sklepajo in ovrednotijo z 
lastnoročnimi podpisi. Za razliko od klasičnih pogodb je pravna vrednost in varnost 
uporabnika pametnih pogodb znotraj Ethereuma zagotovljena s tako imenovanim Proof Of 
Work (slo. Dokaz o delu), ki deluje na podlagi posebnih algoritmov.  
3.2.2. Pametni števec električne energije 
Pametni števec je nadgradnja trenutnih števcev, ki le štejejo porabo energije. Pametni števec 
samega štetja ne prevzame, vendar predstavljal povezavo med trenutnimi števci ter 
Ethereumovo pogodbo.  
 
Strojni del pametnega števca, pošilja impulze na Raspberry Pi, vdelani računalnik, ki 
prevzame funkcionalnost izvajanja pametne pogodbe. Na določeno časovno ali količinsko 
enoto, pametni števec pošiljal impulze preko Raspberry Pi-ja do pametne pogodbe, kjer se 
stanje energije beležilo in manjšalo za ustrezno enoto porabe.  
 
Programski del števca predstavlja pametna pogodba na Ethereumu, ki jo poganja 
Ethereumov virtualni stroj. Njena naloga je spremljanje stanja in porabe električne energije. 
3.2.3. Uporabnik 
Uporabnik je vsak, ki se včlani v bločno verigo ponudnika. Ob vsakem trenutku ima na 
izbiro ponudbe energije različnih dobaviteljev, ponudnika pa izbira sam, glede na njegove 
želje in potrebe. Ko se za uporabnika ustvari pogodba na bločni-verigi, lahko do nje dostopa 
preko spletnega strežnika. Preko strežnika, lahko spremlja svojo porabo in stanje energije, 
preko ponudnika pa lahko opravi nakup energije.  
3.2.4. Ponudnik 
Ponudnika predstavljajo podjetja, ki ponujajo električno energijo. Ob včlanitvi novega 
uporabnika v ponudnikovo bločno-verižno mrežo, ponudnik preskrbi uporabnika s 
pametnimi števci in jih v stanovanje uporabnika tudi montira. Ponudnik uporabniku 
predstavlja ponudbo za njegove storitve in v primeru zakupa energije, zagotovi njen prenos 
na pogodbo v bločni-verigi. 
 
Ob zakupu energije, se s pravnega stališča mora izvesti tudi soglasje uporabnika, da je prejel 
pravilno količino energije.    
 
Ponudnik tudi krije stroške Etra, ki se porablja kot provizija pri izvajanju funkcij pametne 
pogodbe.  
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3.2.5. Povezave (procesi) 
Celoten sistem komunikacije med našimi moduli predstavljajo štiri povezave. 
 
Pametni števec – trenutni števec 
 
Pametni števec je priključek trenutnim števcem, ki štejejo energijo, ter na določene časovne 
oziroma enotne intervale pošilja impulze o porabi na Ethereumovo pogodbo. 
 
Pametni števec – pogodba 
 
Pametni števec na pametno pogodbo na določene časovne ali enotne intervale pošilja 
impulze o porabi energije. V povratni zvezi pametna pogodba števcu pošiljal poročila o 
stanju energije na pogodbi. Stanje pogodbe ima dva tipa signala, ki opredeljuje ali pogodba 
števcu dovoljuje nadaljnjo porabo energije ali pa  jo prekini. Takšno delovanje omogočimo 
z uporabo odločitvenega stavka. 
 
Uporabnik – pogodba 
 
Spletni strežnik uporabnikom pametnih števcev omogoča preprost nadzor in opazovanje 
stanja na pametni pogodbi. Uporabnik lahko po lastni želji števec, in s tem dovod električne 
energije, zapre ali prekine sodelovanje na bločni verigi. V zadnjem primeru je trenutno še 
nerešeno vprašanje o tem, kako se povrne preostala električna energija na števcu. 
 
Uporabnik – ponudnik 
 
Uporabnik preko različnih ponudnikov energije, lahko izbira svojega ponudnika in pri njemu 
opravi nakup energije. Kljub temu, da se pametna pogodba izvaja znotraj okolja Ethereum, 
ki uporablja kriptovaluto Eter, nakup električne energije še vedno potekal v evrih. Cena 
električne energije tako ni odvisna od vrednosti same kriptovalute, vendar jo še vedno določa 
njen ponudnik. 
 
Ponudnik – pogodba 
 
Ponudnik po tem, ko uporabnik opravi nakup energije, to zakupljeno energijo prenese na 
pogodbo. Ponudnik krije stroške provizije za izvajanje funkcij v Ethereumu.  
 
 
 
 
If (stanje_na_pogodbi >= poraba){  
 
dovoli_porabo = true; 
stanje_na_pogodbi =- poraba} 
 
else dovoli_porabo = false  
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3.3. Implementacija 
3.3.1. Ethereum Geth 
Na podlagi ugotovitev, da je Ethereum najboljša platforma za vzpostavitev pametnega 
števca, smo začeli z delom v tem okolju. Ethereum predstavlja decentralizirano omrežje, 
katero v strokovnih krogih imenujejo tudi »Splet 3.0«, saj je nadgradnja trenutnega spleta 
imenovanega »Splet 2.0«. 
 
Ethereumova omrežja delimo na tri vrste omrežij: glavno, testno in privatno. 
 
Na glavnem omrežju se transakcije in pogodbe opravljajo s kriptovaluto Eter. Znotraj 
glavnega omrežja Eter nosi denarno vrednost, do njega pa lahko pridemo z rudarjenjem 
blokov ali pa njegovim nakupom preko nekaterih borz. 
 
Testno omrežje je kopija glavnega omrežja, za razliko od njega, pa se v testnih omrežjih ne 
posluje s pravim Etrom. Kljub temu omrežje še vedno poganjajo uporabniki z rudarjenjem. 
Tudi do testnega Etra lahko pridemo z rudarjenjem. Poleg tega pa obstajajo tudi spletne 
strani, kjer lahko za testni Eter zaprosiš brez pravih stroškov. 
 
Za razliko od glavnih in testnih Ethereum omrežij, kjer decentraliziran sistem predstavlja 
več uporabnikov, si privatno omrežje lasti le en uporabnik. Ker je znotraj omrežja uporabnik 
sam, ga mora samostojno poganjati z rudarjenjem. Kot plačilo za izvajanje transakcij ali 
pogodb, se tudi v privatnih omrežjih uporablja testni Eter, do katerega dostopamo enako kot 
v testnih omrežjih. 
 
Za testiranje decentraliziranih aplikacij je na voljo kar nekaj različnih privatnih ali testnih 
Ethereum omrežij. Za najboljšo opcijo se je izkazal Rinkeby testno omrežje, ki ga bomo 
uporabili za namene diplomske naloge. Poleg njega pa sta dokaj razširjena tudi Robsten 
privatno omrežje in Kovan testno omrežje.   
 
Kakor v trenutnem spletu obstajajo brskalniki kot sta Google Chrome in Mozilla Firefox, 
prat tako le-ti obstajajo tudi v decentraliziranih omrežjih. Eden takih je Mist, ki predstavlja 
brskalnik za decentralizirane aplikacije in je implementiran znotraj okolja Ethereum, Preko 
njega lahko dostopamo do vseh funkcij, ki jih vsebuje Ethereum, zato smo znotraj njega 
vzpostaviti tudi sistem pametnega števca. 
     
Ker pa je Mist le brskalnik, se moramo prvo na bločno verigo povezati preko programa Geth. 
To opravimo tako, da v mapi, kjer imamo naložen program Geth, zaženemo ukazni poziv in 
v njem izvedemo ustrezne ukaze. 
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Za zagon Rinkeby testnega omrežja potrebujemo dva koraka s sledečimi ukazi. 
 
1. Korak: 
 
S tem navedemo mesto, kjer se nahaja naš Rinkeby testno omrežje. Mesto hranjenja je v 
datoteki rinkeby.json, ki predstavlja datoteko znotraj JavaScripta in je začetni blok 
verige iz katerega izhaja naš sistem. 
 
2. Korak: 
 
Z zgornjima ukazoma se torej povežemo na Rinkeby-jevo bločno verigo. Nato lahko 
zaženemo brskalnik Mist in začnemo z njegovo uporabo. 
3.3.2. Ethereum Mist 
Mist je uporabniški vmesnik med Geth konzolo in Ethereumom. Uporabljen je za lažje 
izvajanje ukazov in boljši pregled nad uporabnikovimi računi, transakcijami in pogodbami. 
  
Na spodnji sliki je prikazano začetno okno, ki se prikaže po zagonu Mist-a. V modrem 
okencu lahko opazimo število blokov, ki so že nanizani na bločno verigo. To število je zelo 
pomembno, saj v primeru, da uporabnikov računalnik ni sinhroniziran s svetovnim testnim 
omrežjem in ni na pravem številu blokov, se transakcije in ostali ukazi ne bodo izvedli. 
 
geth --networkid=4 --datadir=$HOME/.rinkeby --cache=512 --
ethstats='nodename:secret@host:port' --
bootnodes=enode://a24ac7c5484ef4ed0c5eb2d36620ba4e4aa13b8c84684
e1b4aab0cebea2ae45cb4d375b77eab56516d34bfbd3c1a833fc51296ff084b
770b94fb9028c4d25ccf@52.169.42.101:30303 --rpc --
rpcapi="person,eth,web3" 
 
geth --datadir=$HOME/.rinkeby init rinkeby.json  
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Slika 3.2: Naslovna stran Mist-a 
Znotraj Ethereuma si uporabnik ustvari račun oziroma denarnico, preko katere lahko 
upravlja s kriptovaluto Eter. Skupno število enot Etra, ki ga vsebujejo vsi računi skupaj je 
prikazano zgoraj desno v zelenem kvadratu. Stanje Etra na posameznem računu pa je 
prikazano poleg uporabniškega imena. 
 
Glavna funkcija kriptovalut je njihova izmenjava in plačevanje. Ker je to testni splet 
kupovanje materialnih stvari ali vlaganje sredstev ni mogoče. Omogočena je samo funkcija 
pošiljanja kriptovalute. Za pošiljanje Etra pritisnemo na tipko Send (slo.: Pošlji), ki je 
obkrožena z rumenim krogom. 
 
Nam najbolj pomembna zmožnost okolja Ethereum je ustvarjanje in upravljanje s pametnimi 
pogodbami, kar lahko opravimo z pritiskom na polje Contracts (slo.: pogodbe), ki je 
označeno z oranžnim krogom. 
 
Opazimo lahko, da so trenutno na Ethereumu prijavljeni trije računi, ki si jih lahko lasti samo 
en uporabnik, saj je število računov na uporabnika neomejeno. Ustvarili smo tri uporabniške 
račune, ki bodo simulirali v našem primeru tri uporabnike, User 1, 2 in 3. Pri ustvarjanju 
računa je potrebno za njega določiti geslo, ki varuje uporabnika in omogoča zasebnost 
računa. Poleg tega pa se kreira ob ustvaritvi računa na Ethereumu unikatna 42 mesta koda, 
ki je sestavljena iz števil od 0 do 9 ter velikih in majhnih tiskanih črk angleške abecede. Ker 
je ta koda unikatna, si jo lasti le en uporabnik in le-ta predstavlja račun pri transakcijah in 
ostalih funkcijah. 
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3.3.3. Pošiljanje Etra 
Za pošiljanje Etra med računi, pritisnemo na tipko Send (slo.: Pošlji). Ob pritisku nanj se 
pojavi sledeča stran: 
 
 
 
Slika 3.3: Pošiljanje Etra (1.del) 
Za pošiljanje potrebujemo naslov pošiljatelja, ki je v našem primeru uporabnik 1 (User 1). 
Lahko pa bi bil tudi uporabnik 2 ali 3. Nato potrebujemo 42 mestno kodo prejemnika, ki je 
lahko kdorkoli z Ethereum računom. V našem primeru koda pripada uporabniku 2. V 
zelenem okencu pa vpišemo število Etra, ki ga želimo med računi prenesti. Če bi le to število 
presegalo stanju Etra na računu uporabnika 1, se transakcija ne bi izvedla, zato smo v našem 
primeru določili simbolično vrednost 5. 
 
Ko se s kazalnikom pomaknemo navzdol dosežemo še spodnji del strani, kjer moramo le še 
določiti provizijo, ki smo jo pripravljeni plačati za izvedbo samega prenosa Etra med računi. 
Provizija je lastno določljiva in vpliva na hitrost izvedbe transakcije. Sama cena prenosa je 
relativno majhna saj je v območju med 0,000021 do 0,00084 Etra. Hitrost same transakcije 
pa je v razponu od nekaj minut do okoli 15 sekund, kolikor traja ustvarjanje posameznega 
bloka.  
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Slika 3.4: Pošiljanje Etra (2.del) 
Za izvedbo transakcije za konec pritisnemo na modro tipko Send, ter počakamo da se 
transakcija izvede. Ko se transakcija vključi v blok in je le ta naložen na bločno verigo, lahko 
opazimo, da se je stanje uporabnika 2 povišalo za natanko 5 ETH, medtem ko je stanje 
uporabnika 1 manjše za nekaj več kot 5 ETH, zaradi kritja provizije. 
 
3.3.4. Ustvarjanje pametne pogodbe 
Koda Pametne pogodbe 
Koda pogodbe za upravljanje z električno energijo je zapisana s programskim jezikom 
Solidity, ki je glavni jezik znotraj okolja Ethereum in se uporablja predvsem za pisanje 
pametnih pogodb. Verzija jezika solidity je vedno definirana na začetku vsake pametne 
pogodbe, predstavlja pa le formalnost in ne vpliva na funkcije pogodbe.   
 
Za uspešno delovanje pogodbe moramo vnaprej določili potrebne funkcije, ki jih mora 
pogodba vsebovati. Te funkcije so poraba energije, ki smo jo določil v enoti kWh 
(standardna enota za merjenje električne energije), nakup oziroma dobava električne 
energije, in preverjanje stanja pogodbe. 
 
- Contract 
 
Pametne pogodbe imajo svojo značilno strukturo, ki je določena v kodi z besedo 
contract. V našem primeru smo jo poimenovali MyEnergy, ki nam predstavlja 
električno energijo. Za uspešno delovanje pogodbe, moramo v contract funkciji določiti 
javne spremenljivke, ki bodo nastopale v pogodbi. V našem primeru določimo ime, simbol 
in decimalno število, ter začetno stanje energije na uporabniškemu števcu, oziroma pogodbi.. 
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- Mapping 
 
Takoj za pogodbo se ustvari poseben del, kjer uporabimo funkcije imenovane mapping. Z 
njimi lahko na lep in nazoren način prikazujemo spremenljivke in kazalnike, ki jih določimo 
v kasnejših funkcijah. Na ta način v pogodbi zagotovimo prikaz stanja našega računa 
(energyBalance), stanje Da/Ne ali nam pogodba dovoli porabo energije 
(allowconsumption). Lahko dobimo podatek o porabi v zadnjem časovnem intervalu 
(consumptionLastInterval), ki ga določimo, za konec pa nam tudi izpiše sporočilo 
(Message), ki nas lahko ob nedelovanju pogodbe usmeri k napaki, ki jo je potrebno 
odpraviti. 
 
- Event 
 
Pred funkcijami, so v pogodbo dodani tudi dogodki oziroma event. Ti so namenjeni 
javnemu prikazovanju dogajanja na računu v bločni-verigi, ki pa je seveda anonimen in 
primerno zakodiran.  
  
Znotraj pogodbe, se nato koda razdeli na funkcije, ki jih prepoznamo po ukazu function. 
V pogodbi je pet funkcij, kjer vsaka opravlja svojo vlogo.  
 
V prvi funkciji MyEnergy, ki jo imenujemo tudi konstruktor, določimo in opredelimo 
spremenljivke s katerimi bomo kasneje upravljali. 
 
- checkEnergyBalance 
 
Funkcija checkEnergyBalance upravlja spremenljivko allowConsumption, ki je bool 
spremenljivka. Bool spremenljivke so binarne spremenljivke, ki imajo dve vrednosti, true 
(Da) ali false (Ne). Prav to funkcijo pogosto kličemo znotraj ostalih funkcij saj spremlja 
stanje na računu. V primeru da je račun prazen, je spremenljivka nastavljena na false, kar 
onemogoča porabo energije iz računa. V primeru, ko je račun napolnjen pa je nastavljena na 
true, in s tem omogoči uporabo energije. 
 
- ErrorMessage 
 
S klicanjem funkcije ErrorMessage znotraj drugih funkcij, nastavljamo spremenljivko 
Message, ki ima trenutno dve obliki. Povezana je z bool spremenljivko allowConsumption 
in ima različni sporočili, ko je allowConsumption true in false. 
 
Obe zgoraj našteti funkciji potrebujeta uporabnika oziroma naslov Ethereum računa tistega, 
ki funkcijo kliče. 
 
Najbolj pomembni funkciji v pogodbi pa sta energyConsumpton in uploadEnergy. 
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- energyConsumption 
 
Funkcija energyConsumption omogoča porabo električne energije in s tem manjšanje 
preostale energije na računu pogodbe. Funkcija se izvede le v primeru, ko je poraba manjša 
od trenutnega stanja računa. V primeru večje porabe se funkcija ne izvede, poleg tega pa se 
spremenita spremenljivki allowEnergyConsumption in Message. Funkcija porabe 
energije potrebuje naslov Ethereum računa, tistega, ki energijo porablja in koliko energije se 
je porabilo, kar nam pošlje pametni števec.  
 
- uploadEnergy 
 
Zadnja funkcija uploadEnergy pa uporabniku omogoča naložitev dodatne energije. Funkcija 
potrebuje naslov Ethereum računa uporabnika tega števca in koliko energije bo zakupil. 
 
Implementacija preko okolja Mist 
Preko okolja Mist pogodbo ustvarimo s pritiskom na tipko Contracts (slo.: Pogodbe)  
na prvi strani platforme. Zatem se nam pojavi okno kjer s pritiskom na rdeče okvirjeno tipko 
Deploy contract (slo.: Ustvari novo pogodbo) lahko ustvarimo pogodbo. Pod zeleno 
označenim poglavjem Custom contracts (slo.: Naše pogodbe) pa lahko ustvarjene 
pogodbe opazujemo in jih uporabljamo.  
 
 
 
Slika 3.5: Ustvarjanje pogodbe v Mist-u (1.del) 
 
Ko pritisnemo na tipko Ustvari novo pogodbo lahko nadaljujemo z ustvarjanje 
pogodbe. 
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Slika 3.6: Ustvarjanje pogodbe v Mist-u (2.del) 
 
Za začetek je potrebno določiti lastnika oziroma glavnega uporabnika pogodbe. V našem 
primeru smo določili uporabnika 1. Znotraj pogodbe lahko opazimo ponovno funkcijo 
prenosa Etra, kar pa nas za potrebe pametne pogodbe ne zanima, zato polje pustimo prazno. 
Ob pomiku s kazalnikom navzdol pridemo do glavnega dela pogodbe, kjer določimo našo 
kodo za električno pogodbo. Znotraj posamezne kode, se lahko nahaja več pogodb, zato 
moramo desno zgoraj v prvem okencu določiti našo pogodbo MyEnergy, ki jo želimo 
naložiti na Ethereum.  
 
 
 
Slika 3.7: Ustvarjanje pogodbe v Mist-u (3.del) 
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Ko ta korak opravimo se nam pojavijo zahtevane spremenljivke, ki so določene na začetku 
same pogodbe. Spremenljivke je potrebno pozorno določiti, saj predstavljajo našo pogodbo 
in jih uporabimo predvsem za lažjo komunikacijo. Tako smo dali ime energiji: »Elektrika« 
in kot glavno enoto določili kWh.  
 
 
 
Slika 3.8: Ustvarjanje pogodbe v Mist-u (4.del) 
 
Enako kot pri transakcijah Etra imamo tudi tukaj okvir cene transakcije znotraj katere lahko 
sami določamo vrednost, razpon tega območja pa je odvisen od kompleksnosti in velikosti 
kode, zato mora le-ta biti čim bolj optimizirana, za čim manjše stroške. Ceno, ki jo v tem 
koraku določimo se bo porabila za ustvarjanje same pogodbe. Prav tako, pa jo bo potrebno 
plačati ob vsakem klicanju funkcij znotraj pogodbe, ki spreminjajo njeno stanje. 
 
Za ustvarjanje pogodbe  pritisnemo na modro tipko deploy in naša pogodba bo v kratkem 
naložena na bločno verigo. 
 
Implementacija Preko ukaznega poziva 
Pametno pogodbo lahko ustvarimo in z njo razpolagamo tudi skozi ukazni poziv. Sam 
postopek se od tistega v Mist-u močno razlikuje saj je potrebno opraviti tudi nekatere korake, 
ki jih Mist že samodejno opravi. Za ustvarjanje pogodbe potrebujemo sedem korakov, ki 
morajo biti opravljeni v kronološkem redu, kot so našteti in opisani. 
 
1. Korak: 
 
Kodo, ki definira našo pametno pogodbo, shranimo v datoteko oblike: 
ime_datoteke.sol 
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2. Korak: 
 
V ukaznem pozivu izvedemo sledeči ukaz, ki naloženo datoteko spremeni v datoteko oblike 
JavaScript: 
 
 
 
3. Korak: 
 
V ukaznem pozivu zaženemo program Geth z ukazom geth attach in nato izvedemo 
ukaz: 
 
 
 
S tem ukazom v ukazni poziv naložimo datoteko, ki jo lahko uporabimo za nadaljnje 
ukaze.  
 
4. Korak: 
 
Priredimo tri nove spremenljivke (angl.: variables, kratica : var)  z ukazi, ki si morajo pravilno 
slediti: 
 
 
 
Ustvari spremenljivko v kateri je zabeležen le aplikacijski binarni vmesnik (ABI). 
 
 
 
Ukaz razčleni prejšnjo ABI datoteko in ji priredi novo spremenljivko.  
 
 
 
Ustvari spremenljivko v kateri je zabeležena le binarna koda datoteke in ji na začetku doda 
0x, ki predstavlja kazalnik za pametne pogodbe.  
 
 
solc --optimize --combined-json abi,bin,interface 
ime_datoteke.sol > ime_datoteke.js 
 
 
loadScript('ime_datoteke.js')  
 
var ime_datoteke_Abi = 
ime_datoteke.contracts['ime_datoteke.sol:Energija'].abi 
var pogodba_ime_datoteke = 
eth.contract(JSON.parse(ime_datoteke_Abi)) 
 
var ime_datoteke_Bin = "0x" + 
ime_datoteke.contracts['ime_datoteke.sol:Energija'].bin 
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5. Korak: 
 
V naslednjem koraku moramo definirati nosilca pogodbe z Ethereum računom: 
 
 
 
Določimo uporabniški račun 1 kot nosilca pogodbe. 
 
 
 
Ustvari instanco objekta. 
 
6. Korak: 
 
V šestem koraku pridobimo lasten naslov pogodbe, ki je edinstven za vsako pogodbo in ga 
shranimo v spremenljivko: 
 
 
 
S tem ko pogodba dobi svoj naslov je le-ta naložena na bločno verigo in pripravljena za 
uporabo.  
 
7.Korak: 
 
V zadnjem koraku definiramo pod kakšnim imenom shranimo našo pogodbo, kar nam 
omogoča lažje uporabljanje te pogodbe. Samo s tem določenim imenom, do same pogodbe 
lahko dostopamo. 
 
 
 
Ko opravimo vse zgoraj naštete korake, je naša pogodba naložena na bločno verigo in 
pripravljena na uporabo.  
 
 
var  ime_datoteke_objekt= { from: eth.accounts[0], data: 
ime_datoteke_Bin, gas: 1000000 } 
 
var ime_datoteke_instanca =  
pogodba_ime_datoteke.new(ime_datoteke_objekt) 
var ime_datoteke_naslov_pogodbe = 
eth.getTransactionReceipt(ime_datoteke_instanca.transactionHash)
.contractAddress 
 
var ime_datoteke = 
pogodba_ime_datoteke.at(ime_datoteke_naslov_pogodbe
) 
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3.3.5. Preko spletnega vmesnika 
Za lažje upravljanje s pogodbo in bolj nazoren prikaz funkcij, smo naredili spletni strežnik, 
ki je zapisan v jeziku html. Naložba same pogodbe je zelo lahka, več dela pa nam nato 
predstavlja povezava same pogodbe z internetno stranjo.  
 
Za lažjo povezavo med internetno stranjo in pogodbo uporabimo program Embark, ki je 
namenjen razvoju decentraliziranih aplikacij. Znotraj Embark-a je tudi integrirana privatna 
Ethereumova bločna veriga, na katero naložimo našo pogodbo.  
 
S pomočjo Embark-a najprej ustvarimo novo decentralizirano aplikacijo z ukazom v 
ukaznem pozivu:  
 
 
 
Ustvari se nam posebna mapa znotraj katere bomo vzpostavili sistem za klicanje funkcij 
pogodbe. V ločenih ukaznih pozivih znotraj novonastale mape izvedemo sledeče ukaze: 
 
, s katerim se povežemo na bločno verigo. Nato pa še: 
 
, s katerim zaženemo program.  
 
Po izvedbi drugega ukaza se nam pojavi začetno okno programa Embark znotraj ukaznega 
poziva. 
 
Nalog pametne pogodbe je zelo enostaven. Znotraj mape EnergyFactory poiščemo 
mapo app, znotraj nje pa mapo contracts, v katero shranimo našo kodo v datoteki 
oblike ime_datoteke.sol. Embark datoteko prepozna samodejno in jo naloži na bločno 
verigo ter ji ustvari in pripiše njen lastni naslov. S samo pogodbo lahko upravljamo tudi 
preko Embark ukaznega poziva, kar pa nas v tem delu naloge ne zadovolji, saj je naš cilj 
napraviti spletni strežnik za upravljanje naše pametne pogodbe.  
 
Znotraj mape app, lahko najdemo že začetno datoteko index.html, ki nam služi za 
osnovo izdelave naše spletne strani. Preden pa se lotimo same izdelave spletne strani 
moramo za pravilno delovanje v mapo app shraniti jQuery kot jquery.js. 
JQuery je prosto dostopna koda na internetni strani: https://code.jquery.com/jquery-
3.1.1.min.js, ki nam omogoča povezavo med našo datoteko in internetno stranjo.   
 
 
 
Embark new EnergyFactory 
 
Embark blockchain 
Embark run 
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Poleg jQuery-ja moramo ustvariti znotraj mape app tudi datoteko MyEnergy.js, v kateri 
definiramo povezavo med Embark-om in našo internetno stranjo. Za vsako tipko, ki je 
narejena v kodi html pod imenom energy.html, potrebujemo korespondenčni del kode 
znotraj MyEnergy.js. Za preglednost in lažje razumevanje v nadaljevanju prilagam del 
celotne kode za eno tipko, saj je koda za vse enaka: 
 
V MyEnergy.js je koda sledeča: 
 
 
 
V energy.html pa zapišemo: 
 
 
Ko za vsako tipko napišemo svoj del kode, lahko zaženemo localhost:8000 na 
brskalniku kot je Google in pojavila se nam bo naša spletna stran.  
 
 
 
 
 
 
 
  
$('#upload button').click(function() { 
    var nalog = $('#upload .num').val(); 
    var naslovN = $('#upload .address').val(); 
    MyEnergy.uploadEnergy(nalog, 
naslovN,{from:"0x0ffb701daf75dc302f4d38b745437685bd34519c"})
.then(function() { 
      $('#upload .result').html('Done!'); 
    });; 
  }); 
 
<div id="upload"> 
      <h3>Upload Energy</h3> 
   <input class="num" placeholder="enter amount to 
upload" /> 
      <input class="address" placeholder="enter account 
address: e.g 0x123" />   
      <button>Start</button> 
      <div class="result"></div> 
    </div> 
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4. Rezultati in diskusija 
4.1. Uporaba pametne pogodbe preko Mist-a 
Ko je pametna pogodba uspešno naložena, po metodi v poglavju 3.3.2., na bločno verigo se 
pogodba pojavi v polju Naše pogodbe, ki se nahaja v spodnjem delu strani. Za uporabo 
pogodbe moramo nato le-to odpreti z dvojnim klikom na njeno ikono. Tako lahko dostopamo 
do posamezne pogodbe, ki smo jo ustvarili. 
 
Ko se nam pametna pogodba odpre lahko desno spodaj dostopamo do funkcij, ki smo jih v 
sami pogodbi določili. To storimo tako, da v polju Pick a function, izberemo željeno 
funkcijo. Nato vpišemo vse podatke, ki jih pogodba zahteva, in na koncu določimo izvršitelja 
pogodbe.  
 
 
Slika 4.1: Izbira funkcije v pametni pogodbi na Mist-u 
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V našem primeru bomo najprej na pogodbo naložili energijo, ki jo bomo kasneje porabljali 
in s tem simulirali preprosti pametni števec. Na pogodbo bomo naložili 10 enot električne 
energije, pogodbo pa izvršili pri uporabniku 1. Za izvršitev funkcije pritisnemo na tipko 
Execute. 
 
 
 
Slika 4.2: Nakup energije v Mist-u 
Pred izvršitvijo, na pametni pogodbi ni naložene električne energije, kar opazimo v okencu 
Energy Balance, kjer lahko njeno stanje  spremljamo tako, da vnesemo naslov 
uporabnika 
 
 
 
Slika 4.3: Začetno stanje energije na pogodbi uporabnika 
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Po nalogu energije je stanje po pričakovanju enako 10 enot električne energije. 
 
 
 
Slika 4.4: Stanje energije na pogodbi po nalogu 
Vsakič, ko na pogodbo želimo naložiti energijo, ali pa jo porabiti, se nam pojavi dodatno 
okno, ki od nas zahteva geslo uporabnika, ki si pogodbo lasti. Po vpisu gesla pritisnemo na 
polje Send Transaction (slo.: opravi transakcijo) in transakcija se objavi na splet. 
 
 
 
Slika 4.5: Zahtevek za geslo ob izvajanju pogodbe 
 
Postopek za porabo energije je enak kot za nalog, le da v polju za funkcije izberemo Energy 
Consumption, definiramo velikost energije, ki jo porabimo in nato vnesemo naslov 
lastnika pogodbe. Ob uspešno izvedeni funkcij porabe se stanje na pogodbi v polju Energy 
balance zmanjša za definirano velikost. 
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4.2. Uporaba pogodbe preko ukaznega poziva 
Preko ukaznega poziva lahko do pogodbe dostopamo preko imena, ki ga določimo v 
zadnjem, sedmem, koraku implementacije, ter imena funkcij, ki so določene znotraj 
pogodbe. Če bi hoteli preveriti stanje na naši pogodbi, bi tako v ukaznem pozivu izvedeli 
ukaz: 
 
 
 
Na enak način dostopamo do vseh funkcij, ki ne spreminjajo samega stanja pogodbe. Torej 
ne nalagamo ali ne porabljamo same energije.  
 
V primeru porabe ali naloga, se izvede ukaz po spodnjem modelu, ki je prikazan za nalog 
desetih enot električne energije na pogodbo. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
MyEnergy.checkBalance(»naslov uporabnika«) 
 
MyEnergy.uploadEnergy(10, »naslov uporabnika«, {from: »naslov 
nosilca pogodbe«}) 
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4.3. Uporaba pogodbe preko spletnega strežnika 
Preko spletnega vmesnika lahko do pogodbe in njenih funkcij dostopamo tako, da v 
internetni brskalnik vpišemo localhost:8000 in potrdimo. Ob potrditvi se nam prikaže 
spletna stran namenjena izključno poslovanju s pametno pogodbo. 
 
 
 
Slika 4.6: Začetna stran spletnega vmesnika 
 
Pogodbo se uporablja s kliki na gumb pri funkciji, ki jo želimo opraviti. Poleg vseh osnovnih 
funkcij, pa smo znotraj spletnega vmesnika umestili simulator našega pametnega števca, ki 
na določeno časovno enoto pošilja signal o porabi energije.   
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4.4. Simulacija sistema pametnih števcev 
Glavni rezultat naše diplomske naloge je vzpostavitev in simulacija sistema pametnih 
števcev. Pametni števec smo vzpostavili na platformi Ethereum, simulacijo pa opravili s 
pomočjo spletnega vmesnika. V diplomskem delu, smo se osredotočali na povezavo pametne 
pogodbe s pametnimi števci, zato rezultati ne zajemajo vidika s strani ponudnika. 
 
Za simulacijo delovanja števca, smo najprej nanj naložili 10 enot električne energije ter nato 
preko programske kode simulirali porabo elektrike s strani porabnika. Tekom simulacije smo 
spremljali štiri parametre. To so nakup elektrike, stanje elektrike, poraba elektrike ter stanje 
impulza pogodbe, ki sporoča števcu ali naj dovoljuje porabo, ali ne. 
 
Končni rezultati so predstavljeni v grafu, ki je nastal s sprotnim beleženjem podatkov, ki 
smo jih odčitavali s spletnega vmesnika. Poleg porabe, smo preizkusili kako se pametni 
števec obnaša ob različnih nezaželenih scenarijih, kot so na primer naložitev negativne 
energije, negativna poraba ali poraba, ki presega stanja elektrike na pogodbi. 
 
Problem morebitnega negativnega naloga energije je rešen v programski kodi energije s 
tipom števila, ki je ne predznačen (uint256), kar velja tudi za negativno porabo. 
 
Da se izognem porabi, ki presega stanje elektrike na pogodbi, smo znotraj funkcije za porabo 
elektrike definirali odločitveni stavek. 
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Slika 4.7: Simulacija delovanja pametnega števca 
 
Zgornji štirje grafi predstavljajo parametre, ki smo jih opazovali tekom simulacije delovanja 
pametnega števca. V prvem grafu, ki je spremljal nalog elektrike opazimo le en impulz, ki 
predstavlja dogodek naloga energije na pametno pogodbo. Istočasno z nalogom  se nam 
poveča tudi stanje  elektrike na pogodbi, za enako vrednost kot je bil nalog. Zadnji graf 
spremlja ali pogodba dovoljuje porabo elektrike pametnega števca. Ob nalogu elektrike se 
tudi na tem grafu opazi preskok iz stanja 0, v stanje 1.  
 
Nadaljnji potek grafov je odvisen od impulzov porabe elektrike, ki jih predstavlja tretji graf. 
Ob vsakem impulzu porabe, se za enako vrednost zmanjša tudi stanje elektrike na pogodbi. 
Impulzi porabe so različno veliki, saj je tudi sama porabe elektrike v gospodinjstvih 
neenakomerna.  
 
Z zadnjim impulzom porabe, smo porabili celotno električno energijo na pogodbi. Takrat 
nam pametna pogodba ponovno onemogoči porabo elektrike pametnemu števci tako, da se 
stanje pogodbe iz stanja 1 povrne v stanje 0. 
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5. Zaključki 
V diplomski nalogi smo dosegli cilj vzpostavitve sistema pametnega števca v okolju 
Ethereum. Uredili smo spletni vmesnik, ki predstavlja povezavo med uporabnikom in 
pametno pogodbo, ter omogoča izvajanje funkcij pogodbe. S pomočjo spletnega strežnika 
smo tudi simulirali delovanje sistema pametnih števcev. Tekom simulacije smo beležili 
podatke o nalogu, porabi in stanju elektrike ter spremenljivki, ki ob zadostni energije, 
omogoča porabo elektrike. Rezultati simulacije so prikazani v grafični obliki, kjer je viden 
potek delovanja števca. Rezultati so bili po pričakovanjih, vse morebitne težave, kot so na 
primer nalog negativne električne energije, pa so onemogočene z varnostnimi postopki 
znotraj kode pametne pogodbe in Ethereum omrežja. 
 
Nadgradnje razvitega sistema so lahko na področju izdelave in ožičenja pametnega števca, 
ter njegove priključitve na trenutne števce. Možen je tudi korak naprej v smeri povezav med 
ponudnikom in uporabnikom. Pri tem imamo v mislih izdelavo spletnega strežnika, ki 
uporabniku omogoča izbiro in primerjavo med ponudniki električne energije vse na enem 
mestu  
 
Ob nadgradnji sistema se največje težave lahko prikažejo v smeri razširljivosti platforme 
Ethereum. Z večanjem uporabnikov se hkrati tudi veča provizija pri klicanju funkcij, ki lahko 
v prihodnje skoči do velikih vrednostih. Tako se takšen sistem zgolj iz stroškovnega vidika 
ne bi več splačal, saj bi na primer za transakcijo nekaj Etrov za provizijo dodatno plačal tudi 
več kot polovico dejanske transakcije. Iz tega vidika bo potrebno še počakati na sam razvoj 
mehanizmov znotraj Ethereuma, ki bi te stroške znižali.  
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