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RESUMEN
En este artículo se propone un método para
la concepción de consultas recursivas en SQL
(Structured Query Language). Este método
constituye una alternativa que puede ser consi-
derada tanto desde el punto de vista de la
optimización de consultas como de Sistemas
de Gestión de Bases de Datos que no dispo-
nen de operadores especializados para sopor-
tar tales tipos de consultas.
Palabras clave: árboles, consultas recursivas,
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recursión.
A proposal to the treatment of
recursion in SQL
ABSTRACT
In this article an alternative method is
proposed in order to pose recursive queries in
SQL (Structured Query Language). This method
is an alternative that can be considered from the
point of view of query optimization as well as
Database Management Systems that do not have
specialized operators for such types of  queries.
Key words : trees, recursive queries,
hierarchies, query languages, SQL, recursion.
1. INTRODUCCIÓN
Desde 1996 con la inclusión de la opción
procedimental o PSM (Persistent Stored Modu-
les) al SQL [1] éste se vuelve computacionalmente
completo, gracias a las estructuras clásicas de pro-
gramación: secuencia, decisión e iteración. Se pue-
de distinguir entre el SQL “puro” y el SQL +
PSM. Los PSM se han incorporado en diversos
Sistemas de Gestión de Bases de Datos (SGBD).
En Oracle por ejemplo la opción procedimental
se llama PL/SQL y en SQL Server TSQL.
Con la incorporación de la opción
procedimental es posible resolver prácticamente
cualquier consulta por medio de SQL debido
a que las funciones, que se programan en PSM,
pueden ser invocadas desde las consultas. Es-
tas funciones pueden ser tan complejas como
se requiera, incluso pueden ser recursivas. Por
otro lado el aspecto de la optimización de con-
sultas en los SGBDs es un problema priorita-
rio y en constante investigación.
Aunque la recursión es una técnica poderosa
para dar solución a determinados problemas
tiene como contraparte su enorme costo
computacional. Varios SGBDs poseen opera-
dores especializados para lograr la recursión en
SQL puro, por ejemplo en Oracle, CONNECT
BY [2] y en DB2 WITH [3] (véase la Sección 3).
Con el mismo fin, desde el SQL estándar 1999
[4] se ha adicionado un operador [5], con el
mismo nombre que en DB2; aunque la versión
de este operador en DB2 no posee todas las
características que establece el SQL estándar [3].
Por otro lado, Libkin [6] demuestra que existen
consultas recursivas que definitivamente no pue-
den ser expresadas mediante el SQL estándar
anterior al SQL-99 y realiza un análisis sobre la
expresividad de SQL.
Date [7] propone un operador EXPLODE el
cual puede ser incorporado en un lenguaje
relacional de consulta para solucionar consultas
tipo “explosión de partes” (véase la Sección 2).
Agrawal [8] propone extender el álgebra relacional
con un operador recursivo denominado
ALPHA, Ahad [9] propone un lenguaje espe-
cializado basado en álgebra relacional denomi-
nado RQL (Recursive Query Language) y Shan
[10] propone extender el álgebra relacional me-
diante un operador FIXPOINT para soportar
consultas recursivas.
Linnemann [11] aborda el problema de con-
sultas recursivas pero para relaciones que no
están en primera forma normal (relaciones que
en la intersección de una fila y columna pue-
den tener múltiples valores).
Tillquist [12] propone los operadores
TCLOSE (transitive closure), COMPOUND,
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GROUP BY NODES y GROUP BY
LEAVES para tratar consultas recursivas en
QUEL [13] (un lenguaje de consulta similar a
SQL). Los autores explican que dichos opera-
dores pueden también ser propuestos para
SQL. Jagadish [14] acude también al concepto
de cierre transitivo [15] para abordar consultas
recursivas en bases de datos pero orientadas a
lenguajes tipo Prolog. Prolog es un lenguaje
basado en reglas utilizado en el campo de la
inteligencia artificial. En este tipo de lenguajes
el planteamiento de expresiones recursivas es
natural. Prolog se ha extendido para consultas
en bases de datos, dicha extensión se conoce
como Datalog, una detallada explicación de
este lenguaje puede verse en Maier [16].
Koymen [17] propone un operador recursivo
para SQL similar a como se trabaja en Datalog.
Rosenthal [18] presenta algoritmos eficientes
para la implementación de la operación cierre
transitivo y como éstos pueden incorporarse
en el optimizador de un SGBD. Introduce el
concepto de traversal recursions el cual es una
generalización del cierre transitivo y que per-
mite mayor flexibilidad para el planteamiento
de consultas recursivas.
James [19] propone operadores especializa-
dos para “tablas con árboles” y Biskup [20] pro-
pone extender SQL con un conjunto de opera-
dores que faciliten la concepción de consultas
para tablas “basadas en grafos”. Cruz [21] pro-
pone un lenguaje especializado llamado G para
la concepción de consultas recursivas. Tal y como
lo exponen los autores, su lenguaje no pretende
ser una alternativa para lenguajes de consulta
relacionales, sino un lenguaje complementario
en el cual las consultas recursivas son el objetivo.
Partiendo de la propuesta del SQL-99 para
la concepción de consultas recursivas, Ordonez
[22] trata los aspectos relativos a la optimización
de tales consultas.
Todas las propuestas mencionadas conciben
un lenguaje especializado para tratar consultas
recursivas o proponen extender el SQL o el ál-
gebra relacional con operadores especializados.
El método aquí planteado no requiere ex-
tender al SQL con un operador especializado.
En la misma línea de trabajo se encuentran las
siguientes propuestas. Celko [23][24] propone
un método denominado “anidado de árbo-
les”, sin embargo es complejo manejar ciertas
consultas en él, por ejemplo para hallar la altu-
ra del árbol (el cual se genera a raíz de una
tabla que exhibe una relación recursiva, véase
la Sección 2) se requiere una reunión de la ta-
bla consigo misma más una operación de gru-
po (GROUP BY); en el método aquí propues-
to no se requiere ni la reunión ni el agrupa-
miento (véase la consulta 4 en la subsección
3.3.1). Similarmente hallar los descendientes
directos de un nodo implica en su método una
consulta con reunión más una subconsulta
correlacionada (confróntese con la consulta 2
en la subsección 3.3.1).
Moreau [25] presenta un método denomina-
do ruta posicional. Posee similitudes con el método
aquí propuesto, pero no maneja bien ciertas con-
sultas ya que requiere subconsultas o reuniones
que pueden ser evitadas (véase la consulta 3 en la
subsección 3.3.1).
El método propuesto en este artículo para
el planteamiento de consultas recursivas en
SQL es una alternativa que puede ser contem-
plada tanto desde el punto de vista de
optimización de consultas como de SGBDs
que no posean operadores especializados para
consultas recursivas o que aunque posean al-
guna versión de PSM o interactúen con un len-
guaje que permita la recursión (Java, C++, C#
etc.) su costo computacional sea alto.
El artículo se desarrolla así: en la Sección 2 se
presenta un caso de estudio que ejemplifica una
situación recursiva. En la Sección 3 se explica y
ejemplifica el método propuesto para plantear
consultas recursivas. En la Sección 4 se exponen
algunas limitaciones del método y posibles for-
mas de evitarlas. Finalmente, en la Sección 5 se
presentan conclusiones y trabajos futuros.
2. CASO DE ESTUDIO
Las consultas recursivas pueden surgir en
muchas situaciones: (i) requisitos u objetivos que
poseen a su vez subrequisitos o subobjetivos,
(ii) árboles genealógicos, (iii) descomposición
estructural de una compañía en departamentos
y éstos a su vez en sub-departamentos y (iv)
composición de productos basados en otros
productos, situación conocida como “explo-
sión de partes” [7].
Sea la consulta “obtener todos los productos
que componen a otro producto”. Una solu-
ción impráctica [26] a este tipo de consultas es
realizar una serie de reuniones de una tabla con-
El método
descrito no
requiere extender
el lenguaje SQL
con operadores
especializados
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sigo misma n veces, donde n indica el nivel de
descomposición o profundidad deseado, es
decir, si se desea, por ejemplo, en el caso de un
árbol genealógico, determinar los bisnietos de
un individuo, se debe realizar una triple reunión
de la tabla consigo misma. Aparte de impráctico,
porque el máximo nivel de profundidad se des-
conoce normalmente, el costo computacional
de una n auto reunión es enorme.
Se plantea a continuación un método alter-
nativo para abordar este tipo de consultas.
Considérese la siguiente situación: supóngase
que un cliente puede recomendar a muchos
clientes y a su vez cada uno de éstos puede
recomendar a otros y así sucesivamente. Un
cliente no tiene necesariamente que haber sido
recomendado por otro cliente pero en caso
de que lo sea sólo puede ser recomendado por
uno y sólo uno.
En la Figura 1 se muestra un modelo entidad
relación que representa la situación descrita
Dicho modelo implantado de manera relacional
produce el esquema mostrado en la Tabla I.
Figura 1. Modelo Entidad Relación del caso de estudio
Tabla I. Esquema de la Relación Cliente
Columnas Características 
Carnet Clave Primaria 
Nombre Obligatorio 
Recomendado_por 
Clave foránea opcional 
hacia Cliente 
Tabla II. Relación Cliente
carnet Nombre recomendado_por 
13 Ana NULL 
23 León 13 
81 Carlos 13 
12 Héctor 23 
14 Juan 23 
5 Lisa 81 
6 Maria 81 
33 Pedro 81 
9 Luis 14 
17 Dora 6 
27 Iván 5 
39 Rosa 27 
Figura 2. Representación jerárquica de las
recomendaciones en la relación Cliente.
En la Tabla II se presenta una muestra de la
relación Cliente.
En la Figura 2 se muestra una representación
arbórea de la jerarquía de recomendación exis-
tente en la relación Cliente.
3. MÉTODO PROPUESTO
Partiendo del caso presentado en la Sección
2, sea la consulta: ¿cuántos recomendados (di-
rectos e indirectos) posee el cliente con carnet
81 (Carlos)? En este caso la respuesta es 6 (véase
la Figura 2). Dicha consulta se puede resolver
haciendo uso de múltiples reuniones o usando
el operador CONNECT BY en Oracle como
se muestra a continuación:
SELECT COUNT(*)-1 AS TOTAL
FROM cliente
START WITH carnet = 81
CONNECT BY PRIOR carnet =
recomendado_por ;
El operador CONNECT BY se puede
acompañar de la función level, que permite
obtener el nivel de profundidad de un nodo.
Otras extensiones recientes para CONNECT
BY pueden ser vistas en Gennick [27].
En DB2 se puede usar el operador WITH
proveniente del estándar SQL-99 así:
WITH temptab(carnet) AS
( SELECT v.carnet
FROM cliente v
WHERE carnet = 81
UNION ALL
SELECT sub.carnet
FROM cliente sub, temptab super
WHERE sub.recomendado_por = super.carnet)
SELECT COUNT(*)-1 AS total
FROM temptab;
Las consultas
recursivas
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contextos
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Se propone el siguiente método: a cada cliente
se le asignará una clave inteligente llamada ruta, la
que permitirá de una manera “camuflada”
mantener el camino de los ancestros de cada
individuo. Las letras del alfabeto servirán para
este propósito. Por ejemplo, al cliente que da
lugar al nacimiento de todo el árbol (Ana en
este caso) se le asigna la ruta con la letra a. A
sus “hijos”, León y Carlos se les asignan res-
pectivamente las cadenas aa y ab. A los hijos de
Carlos: Lisa, María y Pedro; se les asignarán las
cadenas aba, abb y abc respectivamente. La lista
completa de asignaciones de claves inteligentes
se muestra en la Tabla III.
Tabla III. Adición de clave
inteligente ruta a la relación Cliente
carné 
nombre recomendado 
por 
ruta 
próximo 
13 Ana NULL a c 
23 León 13 aa c 
81 Carlos 13 ab d 
12 Héctor 23 aaa a 
14 Juan 23 aab b 
5 Lisa 81 aba b 
6 María 81 abb b 
33 Pedro 81 abc a 
9 Luis 14 aaba a 
17 Dora 6 abba a 
27 Iván 5 abaa b 
39 Rosa 27 abaaa a 
Tabla IV. Adición de la columna próximo a la relación Cliente
Adición de clave inteligente ruta a la relación Cliente 
carné 
nombre recomendado 
por 
ruta 
13 Ana NULL a 
23 León 13 aa 
81 Carlos 13 ab 
12 Héctor 23 aaa 
14 Juan 23 aab 
5 Lisa 81 aba 
6 María 81 abb 
33 Pedro 81 abc 
9 Luis 14 aaba 
17 Dora 6 abba 
27 Iván 5 abaa 
39 Rosa 27 abaaa 
3.1.1 Reglas de inserción
Se definen dos reglas básicas para toda in-
serción: (i) todo registro que ingresa tiene su
campo próximo igual a ‘a’, (ii) cuando se va a
ingresar un registro que es raíz de una jerar-
quía, su campo recomendado_por debe ser nulo
(NULL) y su campo ruta igual a ‘a’. Ejemplo:
INSERT INTO cliente VALUES (13,’Ana’,
NULL,’a’,’a’); (iii) para los registros no raíces,
su campo ruta debe hacerse igual a la ruta de
su registro padre (cliente que lo recomienda)
concatenado con el valor del campo próximo y
debe actualizarse el valor del campo próximo
del registro padre a la siguiente letra. Por lo
tanto se requiere una inserción y una actualiza-
ción. Para el caso de León el proceso es:
INSERT INTO cliente VALUES(23,’León’,13,’a’,
(SELECT ruta||proximo
FROM cliente WHERE
carnet = 13));
UPDATE cliente SET proximo =
CHR(ASCII(proximo)+1) WHERE carnet = 13;
3.2. Consultas
Sea la consulta “obtener los clientes que han
sido recomendados por clientes que han sido
recomendados por el cliente con carnet 81 (es
decir los “nietos” del cliente con carnet 81)”.
Sin utilizar las columnas ruta y próximo la res-
puesta clásica a esta consulta implica una reunión
de la tabla consigo misma así:
SELECT v2.carnet, v2.nombre
FROM cliente v1, cliente v2
WHERE v1.recomendado_por = 81 AND
v1.carnet = v2.recomendado_por;
El EXPLAIN PLAN en Oracle para esta
consulta se puede observar en la Tabla V. Como
puede verse hay una reunión (join) que se ha rea-
lizado mediante el método Nested Loops. Antes
de realizar la reunión se realiza un TABLE
ACCESS FULL CLIENTE a la tabla Cliente.
3.1. El aspecto de la inserción
En este punto se presenta un problema: la
inserción de los valores en la columna ruta. Por
supuesto que el usuario final debe ser liberado
del mantenimiento de dicha columna. Sería
muy incómodo y además susceptible de erro-
res realizar dicha inserción “manualmente”.
Para facilitar el proceso de inserción se aña-
dirá a la tabla otra columna. Esta columna se
denominará próximo y su propósito es guardar
para cada cliente el valor correspondiente a la
próxima letra que deberá asignársele al siguiente
cliente que él recomiende directamente.
Por ejemplo, si Carlos recomienda a un nue-
vo cliente llamado Tomás con carnet 85, como
Carlos ya tiene 3 “hijos”: Lisa, María y Pedro;
con cadenas aba, abb y abc respectivamente,
entonces el próximo hijo de Carlos tendrá
como cadena abd. Por lo tanto, antes de la in-
serción de Tomás la tabla Cliente luce como se
muestra en la Tabla IV. Luego de la inserción
de Tomás, la situación estará así: una nueva fila
para Tomás (85, Tomás, 81, abd, a) y la fila de
Carlos en su columna próximo cambia la d por la
e. El resto de la relación Cliente continúa intacta.
Los SGBD
ofrecen
extensiones
propietarias para
solucionar las
consultas
recursivas
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Con el método propuesto la consulta se pue-
de expresar así:
SELECT carnet,nombre
FROM cliente
WHERE ruta LIKE ‘ab__’;
El EXPLAIN PLAN correspondiente a esta
consulta se muestra en la Tabla VI.
Consulta 3: imprimir todos los clientes indi-
rectos que ha afiliado un cliente dado, es decir,
los descendientes indirectos de un nodo dado.
Ejemplo: para el cliente con carnet 81.
SELECT carnet,nombre
FROM cliente
WHERE ruta LIKE ‘ab_%’ AND
ruta NOT LIKE ‘ab_’;
Mediante el uso de los comodines ‘_’ y ‘%’
se pueden obtener sólo los nietos o los bisnie-
tos etc.; de un nodo. En el método propuesto
por Moreau [25] y Ben-Gan [28], para obte-
ner los nietos de un nodo se requiere una
subconsulta o una reunión, los cuales son inne-
cesarios en el método aquí propuesto.
Consulta 4: ¿cuál es la longitud de la cadena
de recomendados más larga?, es decir, la altu-
ra del árbol.
SELECT MAX(LENGTH(ruta))
FROM cliente;
Consulta 5: ¿cuáles clientes no han recomenda-
do a otros clientes?, es decir, las hojas del árbol.
SELECT carnet, nombre
FROM cliente v1
WHERE proximo = ‘a’;
Consulta 6: ¿cúal es el número máximo de clien-
tes recomendados directamente por un mismo
cliente?, es decir, el grado del árbol.
SELECT MAX(ASCII(proximo)–97)
FROM cliente;
Acá se está sacando provecho de la organización
alfabética. Se obtiene el valor ASCII de la co-
lumna próximo y se le resta el valor 97 (código
ASCII de la ‘a’). La mayor diferencia que se ob-
tenga corresponderá al valor de la columna próxi-
mo que contenga la letra más alta, por lo tanto el
cliente que ha recomendado a más clientes.
Consulta 7: dados los carnets de 2 clientes,
determinar si han sido recomendados directa-
mente por el mismo cliente, o sea, decir si 2
nodos son hermanos. Por ejemplo para los
clientes con carnets 5 y 33.
SELECT ‘Si’
FROM cliente a, cliente b
WHERE a.carnet=5 AND b.carnet=33 AND
SUBSTR(a.ruta,1,LENGTH(a.ruta)-1)=
SUBSTR(b.ruta,1,LENGTH(b.ruta)-1);
Consulta 8: imprimir la ruta de recomenda-
ción que conduce hasta un cliente determinado,
SELECT STATEMENT  
NESTED LOOPS   
  TABLE ACCESS FULL CLIENTE 
  TABLE ACCESS BY INDEX ROWID CLIENTE 
  INDEX UNIQUE SCAN SYS_C0011084  
  SELECT STATEMENT  
Tabla V. EXPLAIN PLAN para consulta
de la relación Cliente con auto-reunión
Tabla VI.EXPLAIN PLAN para consulta
de la relación Cliente sin auto-reunión
SELECT STATEMENT  
TABLE ACCESS FULL CLIENTE   
En este caso no hay reunión y sólo se realiza
el paso correspondiente al TABLE ACCESS
FULL CLIENTE. Para obtener resultados
cuantitativos y evaluar el consumo de recursos
de ambas consultas se podría trabajar con la
herramienta Tkprof, sin embargo a partir de
los EXPLAIN PLANs presentados es fácil
deducir que la segunda consulta consume me-
nos recursos ya que se evita la reunión.
A continuación se presentan una serie de
consultas típicamente recursivas basadas en la
tabla Cliente y que se resuelven haciendo uso
del método expuesto mediante el uso de las
columnas ruta y próximo. Se presenta el enun-
ciado de la consulta, el enunciado equivalente
usando terminología de árboles [15] y la solu-
ción correspondiente.
Consulta 1: imprimir todos los clientes (directos
e indirectos) que ha recomendado un cliente dado,
es decir, todos los descendientes de un nodo dado.
Ejemplo: para el Cliente con carnet 81.
SELECT carnet,nombre
FROM cliente
WHERE ruta LIKE ‘ab_%’;
Consulta 2: imprimir todos los clientes direc-
tos que ha recomendado un cliente, es decir,
los descendientes directos de un nodo dado.
Ejemplo: para el Cliente con carnet 81.
SELECT carnet,nombre
FROM cliente
WHERE ruta LIKE ‘ab_’;
El método
propuesto evita
en lo posible la
realización de
autoreuniones
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Figura 3. Diversas jerarquías de recomendación.
j q
carné 
nombre recomendado 
por 
ruta 
próximo 
1 León NULL 0-a c 
2 Lina 1 0-aa a 
4 Luz 1 0-ab a 
8 Sofía NULL 1-a c 
9 Dino 8 1-aa a 
3 José 9 1-ab a 
5 Paco NULL 2-a b 
6 Julio 5 2-aa a 
Tabla VII. Diversas jerarquías de recomendación - Cliente
es decir, los ancestros de un nodo. Ejemplo: ruta
de recomendación hasta Iván (carnet 27).
SELECT carnet, nombre
FROM cliente v1
WHERE (SELECT ruta FROM
cliente WHERE carnet = 27)
LIKE v1.ruta || ‘_%’;
Consulta 9: dados los carnets de 2 clientes de-
terminar los clientes comunes en la cadena de
recomendación de ambos, es decir, los ancestros
comunes a un par de nodos. Ejemplo: para Rosa
(carnet 39) y Pedro (carnet 33).
SELECT carnet,nombre, ruta AS comun
FROM cliente v1
WHERE ( SELECT ruta
FROM cliente WHERE carnet = 39) LIKE
 v1.ruta || ‘_%’ AND ( SELECT ruta FROM
cliente WHERE carnet = 33) LIKE v1.ruta || ‘_%’;
Consulta 10: imprimir en orden, de arriba
abajo, la jerarquía de recomendación, es decir,
imprimir un árbol por niveles desde la raíz.
SELECT carnet, nombre,
LENGTH(ruta) as nivel
FROM cliente
ORDER BY 3;
Nótese que la gran mayoría de consultas
ejemplificadas no requieren reuniones, lo cual
incide en su tiempo de respuesta.
4.  DESVENTAJAS Y MEJORAS AL MÉTODO
El método presenta algunos aspectos que
pueden ser mejorados, los cuales se describen
a continuación.
4.1. Almacenamiento
Dado el espacio requerido por la columna ruta
se deben proponer técnicas para comprimirla en
caso de que la cantidad de datos a manejar sea
enorme. La columna próximo también requiere
espacio, aunque emplea un único carácter.
4.2. Análisis del modelo
Desde el punto de vista de análisis del modelo,
la presencia de las columnas ruta y próximo no
es “natural”. Éste es un factor menor pero debe
ser advertido en una etapa temprana y debe
ser bien documentado su propósito.
4.3. Representación del árbol
Una de las limitaciones del método plantea-
do, es que un nodo sólo puede tener como
máximo 26 hijos (las letras del alfabeto). En el
caso de estudio esto equivale a decir que un
cliente sólo puede recomendar directamente
máximo a 26 clientes. Una forma de eliminar
esta restricción es que en vez de manejar los
hijos de un nodo como aa, ab, ac, …, az se
puede adicionar un entero positivo antes de la
segunda letra así: a1a, a1b, a1c, … , a1z, a2a, a2b,
a2c, …, a2z, a3a, a3b, …, a3z,…, a10a, a10b,
a10z, a11a, etc. De esta manera un nodo puede
tener potencialmente infinitos hijos. Por supues-
to la cantidad de almacenamiento aumenta pero
permite seguir utilizando el método propuesto.
Otro aspecto tiene que ver con la altura del
árbol, ya que estará limitada por el máximo nú-
mero de caracteres que se pueda representar en
una cadena (columna ruta). Este problema es
más fácil de solucionar, por ejemplo se podría
usar una segunda cadena de caracteres (ruta2) y
concatenarlas en las consultas cuando sea nece-
sario. De todas formas los límites actuales para
cadenas de caracteres son altos en los SGBDs
(2000, 4000 y más).
Con respecto al número de jerarquías (árbo-
les) que se pueden representar en una tabla, este
aspecto también se puede solucionar. Supóngase
los datos mostrados en la Figura 3.
En este caso se tienen 3 jerarquías,
“lideradas” por León, Sofía y Paco. Para solu-
cionar el problema de representación en la
columna ruta, a cada jerarquía se le asigna un
número que se concatena a la columna ruta, tal
y como lo muestra la Tabla VII.
Con este sistema se pueden manejar teórica-
mente infinitos árboles. Por supuesto, mientras
más árboles existan se requerirán números con
mayor cantidad de dígitos al inicio de la ruta,
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pero en una situación real, considérese 1 millón
de árboles, habrá algunos árboles cuya ruta ini-
cia por 6 dígitos, lo cual es manejable. Obvia-
mente el costo de almacenamiento y de mante-
nimiento se incrementa, pero las consultas pro-
puestas pueden seguir siendo utilizadas (algunas
de ellas requerirán algunos “ajustes”, por ejem-
plo la consulta 6 de la sección 3.2, entre otras).
5.  CONCLUSIONES Y TRABAJOS FUTUROS
Se ha presentado un método alternativo para
el manejo de consultas recursivas en SQL. Con
él se pueden resolver con relativa facilidad y de
manera eficiente, problemas que de lo contra-
rio requerirían acudir a lenguaje procedimental,
a operadores especializados o a consultas basa-
das en autoreuniones. Se planea realizar un estu-
dio de rendimiento entre el uso de CONNECT
BY y el método propuesto.
Si el método propuesto ofrece buen rendi-
miento frente al uso de CONNECT BY, se
podría concebir un mecanismo entre las dos
notaciones que trasforme consultas realizadas
con CONNECT BY a consultas realizadas con
el método propuesto.
Deben también tratarse los casos de elimina-
ción y actualización (¿qué hacer con los clientes
que fueron recomendados por un cliente que ya
no estará con la compañía?). El método pro-
puesto podría ser utilizado incluso en otros do-
minios donde la utilización de árboles sea nece-
saria, por ejemplo en las jerarquías de represen-
tación de XML (representación DOM) y en ár-
boles de decisión.
Otras variantes y mejoras, como las expuestas
en la Sección 4 pueden igualmente ser introduci-
das y formas más eficientes para representar la
columna ruta podrían ser diseñadas para ahorrar
almacenamiento (técnicas de compresión). Final-
mente se tiene planeado realizar una compara-
ción de rendimiento entre diversos métodos que
permitan definir consultas recursivas como los
expuestos en la Sección 1.
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