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V času velikega tehnološkega napredka hiter razvoj inovacij doživlja tudi
avtomobilska industrija. Posledica tega je, da avtomobili vsebujejo vse več
elektronskih krmilnih enot, ki nadzirajo njihovo delovanje in pri tem izvajajo
milijone vrstic programske kode. Za razvoj novih funkcionalnosti in uporabo
različne strojne opreme so se tehnološki velikani avtomobilske industrije povezali
v združenje AUTOSAR, ki vzpodbuja standardizacijo odprte avtomobilske
sistemske arhitekture. V nastalem delu so predstavljeni zgodovina, motivacija in
cilji združenja ter na način od zgoraj navzdol opisani celotna teoretična zasnova
in delovanje AUTOSAR sistemov. V nadaljevanju so predstavljeni še različni
načini analize, ki se uporabljajo za preverjanje delovanja elektronskih krmilnih
enot. S praktičnega vidika so na koncu predstavljeni tudi načini razhroščevanja
raznolikih delov sistema, ki se jih lahko uporabi pri odkrivanju napak, skupaj z
njihovimi prednostmi in slabostmi.




At a time of great technological progress, the automotive industry is also
experiencing a rapid innovation development. As a result, cars contain more and
more electronic control units that monitor their operation, executing millions
of lines of program code in the process. To develop new functionalities and a
possibility to use a variety of underlying hardware, the automotive technology
giants have teamed up in the AUTOSAR association, which encourages the
standardization of an automotive open system architecture. The thesis addresses
the history, motivation and goals of the association, as well as describes the entire
theoretical structure and operation of AUTOSAR systems in a top-down manner.
Also described are numerous analysis methods used to verify the operation of
electronic control units. Practical part of the thesis focuses on various ways of
debugging AUTOSAR systems, analyzing their advantages and disadvantages.
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uporabo v winIDEA okolju vgrajenega okna OS (spodaj) . . . . . 56
4.6 Primer snemanja delovanja sistema z beleženjem spremenljivk in
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razhroščevanje iSYSTEM BlueBox . . . . . . . . . . . . . . . . . 71
Seznam slik xv
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4.4 Formula za določitev stanj opravila Default Appl Init Task . . . . 57
4.5 Ukaz za generiranje datotek analizatorja (vrstica 1) in primer
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4.14 Implementacija izvršljivih enot StartApplication Cyclic1000ms in
ROn CAN Receive . . . . . . . . . . . . . . . . . . . . . . . . . . 70
xix
xx SEZNAM IZSEKOV KODE
Seznam uporabljenih kratic
AUTOSAR AUTomotive Open System ARchitecture




CAN Controller Area Network
SPEM Software Process Engineering Meta-Model
UML Unified Modeling Language
OMG Object Management Group
ARXML AUTOSAR XML
ARTI AUTOSAR/ASAM Run-Time Interface
ORTI OSEK Run Time Interface
OSEK Offene Systeme und deren Schnittstellen für die Elektronik in Kraftfahrzeugen
OS Operating System
ELF Executable and Linkable Format
MISRA Motor Industry Software Reliability Association
BswM Basic Software Mode Manager
EcuM ECU State Manager
DMA Direct memory access
KOIL Kernel Object Interface Language
XML eXtensible Markup Language
iTCHi iSYSTEM Trace Configuration Helper
JSON JavaScript Object Notation
VFB Virtual Functional Bus
SWC Software Component
xxi
xxii Seznam uporabljenih kratic
1 Uvod
Z razvojem tehnologije se vse od pričetka izdelave avtomobilov povečuje število
vanje vgrajenih elektronskih krmilnih enot. Te so bile prvotno namenjene
opravljanju funkcionalnosti, povezanih z vožnjo in varnostno-kritičnimi sistemi,
s časom pa se je njihovo področje uporabe razširilo čez celoten avtomobil.
Tako danes na primer izvajajo tudi naloge, povezane z udobjem, kot je recimo
upravljanje klimatske naprave in nadzor celotnih multimedijskih naprav. Prav
zaradi njihove splošne uporabe naj bi po nekaterih današnjih analizah cena
elektronskih sistemov predstavljala že 40 % vrednosti celotnega avtomobila, v
prihodnosti pa naj bi se ta delež le še povečeval [1]. Uporaba vseh teh elektronskih
sistemov pomeni, da je že leta 2009 avtomobil vǐsjega cenovnega razreda skupno
vseboval več kot 100 milijonov vrstic programske kode [2]. To število pa naj bi
danes veljalo že za “povprečni” avtomobil.
Za reševanje problemov, povezanih z razvojem tako zapletenih sistemov, so
se proizvajalci avtomobilov in njihove opreme povezali v združenje AUTOSAR,
ki spodbuja standardizacijo odprte avtomobilske sistemske arhitekture. Njihov
glavni cilj je olaǰsati in pospešiti razvoj aplikacijskega dela posamezne elektronske
krmilne enote s standardizacijo “spodaj-ležečega” sistema [3]. Na začetku
magistrske naloge so predstavljene splošne ideje, zgradba in izvajanje AUTOSAR
sistemov, ki temeljijo na Classic platformi. Z načinom od zgoraj navzdol je
napravljen splošni pregled njihove zgradbe, kar nam omogoča njihovo podrobneǰso
analizo. Prikazana in opisana je tudi skupna metodologija razvoja sistema in eden
izmed vmesnikov, ki definira vmesnik med orodji za izdelavo AUTOSAR sistemov
in orodji za razhroščevanje [4].
Naloga je bila izdelana v sodelovanju s podjetjem iSYSTEM Labs d. o. o.,
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ki je eden izmed ponudnikov razvojnih in testnih orodij za mikrokrmilnike na
področju avtomobilske, letalske in medicinske industrije. V magistrski nalogi
je zato poudarek tudi na razhroščevanju in testiranju AUTOSAR sistemov
tako s teoretičnega kot praktičnega vidika. Sledi predstavitev splošnega V-
modela razvoja in testiranja, ki se običajno porazdeli med več proizvajalcev
in je v industriji že dodobra uveljavljen postopek. Pridobljeno znanje o
zgradbi, delovanju in razhroščevanju AUTOSAR sistemov nam kot ponudniku
razhroščevalnih orodij omogoča njihovo podrobneǰso in učinkoviteǰso analizo ter
kakovostneǰsi podporni sistem pri reševanju zagat naših strank.
V praktičnem delu magistrske naloge je predstavljena uporaba in
razhroščevanje delujočih AUTOSAR sistemov. Predstavljena je programska in
strojna oprema, ki je bila uporabljena za nastavitev sistema in njegovo analizo.
Na praktičnih primerih so prikazane prednosti in slabosti raznovrstnih tehnik,
ki nudijo vpogled v delujoč sistem. Sledi prikaz postopkov zajema podatkov, ki
vsebujejo relevantne informacije o delovanju AUTOSAR sistema. Zajeti podatki




AUTOSAR je globalno združenje proizvajalcev avtomobilskih sistemov in
njihovih partnerjev, ki spodbujajo standardizacijo odprte avtomobilske sistemske
arhitekture (ang. AUTomotive Open System ARchitecture). Med partnerje
štejemo tako proizvajalce avtomobilov in njihovih elektronskih krmilnih enot
kot tudi vse dobavitelje, proizvajalce polprevodnikov, programske opreme,
ponudnikov razhroščevalnih orodij ter ostalih zainteresiranih partnerjev [3].
Od začetka razvoja pa do danes se vsako leto povečuje število in kompleksnost
elektronskih sistemov, ki jih proizvajalci vgrajujejo v svoje avtomobile. Po
nekaterih analizah naj bi danes cena elektronskih sistemov predstavljala že 40 %
vrednosti celotnega avtomobila. K temu so pripomogli številni obvezni varnostni
sistemi (npr. zračne blazine) in moduli, povezani z udobjem (npr. vzvratna
kamera). S prihodom “povezanih” avtomobilov pa naj bi se to razmerje do leta
2030 povǐsalo celo na 50 % [1]. Kot je že v preteklosti pripomnil eden izmed
analitikov, še danes velja dejstvo, da se je nekoč elektroniko postavilo v avtomobil,
danes pa se avtomobil ovije okoli elektronike [5].
AUTOSAR se zato osredotoča na razvoj referenčne arhitekture, namenjene
programski opremi elektronskih krmilnih enot. Partnerji, katerih število se vsako
leto povečuje, so od ustanovitve ponudili niz številnih standardov, s katerimi želijo
poenostaviti proces razvoja avtomobilskega elektronskega sistema. Enostavneǰsi
razvoj je še zlasti pomemben, saj sta glede na nekatere raziskave osrednja razloga
za zamude pri lansiranju novih vozil povečana zapletenost in neustrezen pristop
k razvoju programske opreme. S tem pa je lahko ogrožen ne samo trenutni model
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vozila, temveč tudi konkurenčnost celotnega podjetja in zaupanje v blagovno
znamko [3, 6].
Primarni cilj partnerstva AUTOSAR je standardizacija skupne metodologije,
osnovnih sistemskih funkcij in programskih vmesnikov. V ta namen so vzpostavili
odprto in standardizirano programsko arhitekturo, namenjeno avtomobilskim
elektronskim krmilnim enotam. Skupna standardizirana programska arhitektura
zagotavlja nabor specifikacij, ki opisujejo osnovne programske module,
definirajo programske vmesnike in sestavljajo skupno razvojno metodologijo s
standardizirano obliko izmenjave. To razvojnim partnerjem omogoča razširljivost
na različne različice vozil in platform ter prenosljivost programske opreme, hkrati
pa zadosti vsem varnostnim zahtevam in omogoča vzdrževanje sistema v celotnem
življenjskem ciklu izdelka [7].
S tehničnega vidika so, glede na [3, 7], primarni razlogi za standardizacijo in
razvoj AUTOSAR arhitekture:
 upravljanje z vse zahtevneǰsimi električno/elektronskimi (E/E) sistemi, kar
je posledica povečanja funkcionalnosti, ki jih zagotavlja vozilo,
 izbolǰsana prilagodljivost spreminjanja, nadgradnje in posodobitve E/E
sistemov,
 bolǰsa razširljivost rešitev znotraj in izven proizvodnih linij,
 izbolǰsana razširljivost in prilagodljivost za vključevanje in prenos
funkcionalnosti,
 izbolǰsana kakovost in zanesljivost programske opreme ter E/E sistemov in
 možnost odkrivanja napak v zgodnjih fazah načrtovanja sistemov.
2.2 Zgodovina
Partnerstvo so leta 2003 ustanovili evropski avtomobilski velikani BMW Group,
Bosch, Continental, Daimler, Volkswagen Group in Siemens VDO. Kmalu so se
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jim pridružili še Ford, General Motors, PSA Group in Toyota, ki danes skupaj
z ustanovitelji spadajo med temeljne partnerje. Njihov namen je bil utrditi
strokovno znanje v avtomobilski industriji in opredeliti standard odprte sistemske
avtomobilske arhitekture za potrebe prihodnjih avtomobilskih aplikacij [3].
Leta 2004 so potrdili koncept in specifikacije standarda AUTOSAR ter
naslednje leto izdali prvi standard namenjen Classic platformi. Ta se uporablja
kot realno-časovni vgrajeni sistem na avtomobilskih elektronskih krmilnih enotah,
kjer je zahtevana predvsem visoka stopnja varnosti in deterministična izvedba
sistema. Usmerjena je v nizko in srednje zmogljive mikrokrmilnike, ki v vozilu
upravljajo z varnostno-kritičnimi sistemi, kot sta na primer zavorni sistem in
zračne blazine, ter drugimi kontrolnimi sistemi, kot so vbrizg goriva, krmilni
sistem in aktivni tempomat. Skozi leta so standard širili in nadgrajevali ter leta
2009 izdali njegovo četrto večjo verzijo z najnoveǰso različico, imenovano R19-11,
ki je izšla novembra leta 2019 [3].
Vzporedno so v partnerstvu AUTOSAR začeli razvijati tudi Adaptive
platformo, ki vključuje izvajalnik kode prilagodljivih aplikacij, in v začetku
leta 2017 zanjo izdali prvo verzijo standarda [3]. Namenjena je izvajanju na
visoko zmogljivih mikrokrmilnikih za nadziranje napredneǰsih funkcionalnosti v
vozilu. Mednje na primer štejemo avtonomno vožnjo, kjer voznik delno ali v
celoti prenese odgovornost vožnje na vozilo. Proces samodejne vožnje prinaša v
vozilo zelo zapleteno in računsko zahtevno programsko opremo, ki lahko vključuje
komunikacijo vozila s prometno infrastrukturo in oblačnimi storitvami. Sistem
mora zato neprekinjeno zagotavljati varno komunikacijo znotraj lokalnih omrežij
vozila in podporo zunanjim sistemom, za katere pa ni nujno, da temeljijo na eni
izmed AUTOSAR platform. Zaradi razvijajočih se zunanjih sistemov ali želje
po izbolǰsani funkcionalnosti je potrebno programsko opremo v vozilu tudi redno
posodabljati. Glavna prednost AUTOSAR Adaptive platforme je tako njena
prilagodljiva nastavitev programske opreme, saj ta zagotavlja “posodobitve po
zraku” (ang. over-the-air update) in druge napredne komunikacijske storitve
[8, 9].
Prav tako so v tem času definirali standard Foundation, katerega namen je
zagotoviti povezljivost med platformama. Vsebuje skupne zahteve in tehnične
specifikacije Classic in Adaptive platforme, kot so na primer protokoli omrežij,
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ter njuno skupno metodologijo [3].
V smislu sintakse in semantike je AUTOSAR za različna področja vozil, kot
so recimo karoserija in udobje ter pogonski sklop in prenos moči, standardiziral
tudi velik nabor aplikacijskih vmesnikov. Pri tem je poudarek predvsem na
specifikaciji vmesnikov dobro uveljavljenih aplikacij, kar je ključni dejavnik za
njihovo ponovno uporabo. Mednje sodijo elektronski nadzor stabilnosti (ang.
electronic stability control – ESC), krmiljenje, električna parkirna zavora, nadzor
parkirane razdalje, protivlomni sistem in druge funkcionalnosti v vozilu [3].
Izdali so tudi standard, namenjen testiranju omrežij in aplikacij AUTOSAR
sistemov, zgrajenih na Classic platformi. Opravljeni testi potrdijo, ali je vedenje
programske opreme in potek komunikacije ustrezen glede na uporabljeno verzijo
standarda. Število testnih primerov, ki jih določa standard, pa se iz leta v leto
povečuje [3].
V tem času so se partnerstvu pridružila tudi druga podjetja, ki so tako
ali drugače povezana z avtomobilsko industrijo ali pa so izkazala interes po
skupni standardizirani arhitekturi. Glede na pravice in dolžnosti spadajo v eno
izmed šestih različnih partnerskih vrst. Danes AUTOSAR partnerstvo sestavlja
9 temeljnih (ang. Core), 2 strateška (ang. Strategic), 58 visokih (ang. Premium),
53 razvojnih (ang. Development) in 150 poslovnih (ang. Associate) partnerjev
ter 20 udeležencev (ang. Attendees), skupno torej 292 članov oz. podjetij [3].
Zaradi množične razširjenosti in splošnega sprejetja med avtomobilskimi velikani
danes AUTOSAR specifikacije veljajo za de facto standard pri načrtovanju in
razvoju avtomobilskih sistemov.
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Slika 2.1: Primer uporabe različnih elektronskih krmilnih enot v avtomobilu [10]
2.3 Zgradba AUTOSAR sistema Classic platforme
V nadaljevanju je bolj podrobno predstavljena zgradba AUTOSAR sistema
Classic platforme, ki je za doseganje vseh zahtev združenja razdeljena na
posamezne sloje. Na sliki 2.2 je predstavljen oris AUTOSAR sistema, ki v osnovi
zajema programske komponente (ang. software component – SWC), namenjene
izvajanju želene funkcionalnosti, izvajalno okolje (ang. runtime environment
– RTE) in osnovno programsko opremo (ang. basic software – BSW). Ta je
nadalje razdeljena v sloje glede na funkcionalnost, ki jo posamezni sloj zagotavlja.
Mednje spadajo sloj storitev, abstrakcije elektronske krmilne enote, gonilnikov
kompleksnih naprav in abstrakcije mikrokrmilnika.
2.3.1 AUTOSAR programska komponenta
Glavni temelj zasnove AUTOSAR sistema Classic platforme je njegova delitev
na aplikacijski in infrastrukturni del. Aplikacijski del je v sistemu sestavljen iz
medsebojno povezanih AUTOSAR programskih komponent (ang. AUTOSAR
Software Components), kjer vsaka izmed njih vsebuje določeno funkcionalnost.
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Slika 2.2: Zgradba AUTOSAR sistema Classic platforme
AUTOSAR standard pri tem ne predpisuje kolikšen delež celotne aplikacijske
funkcionalnosti naj posamezna programska komponenta opravlja. Lahko gre
le za majhen del (npr. digitalni filter) ali pa celotno ciljno funkcionalnost. V
prid deljenja funkcionalnosti na manǰse dele šteje predvsem dejstvo, da je lahko
posamezna programska komponenta večkrat uporabljena znotraj ene ali med več
različnimi aplikacijami. Delovanje posamezne programske komponente se nadalje
razdeli na notranje izvršljive enote, ki pa so zaradi še nepojasnjenih podrobnosti
preostalega sistema opisane nekoliko kasneje, v poglavju 2.3.5 [7].
Na sliki 2.3 je prikazan preprost primer medsebojno povezanih programskih
komponent, ki v vozilu opravljajo aplikacijsko funkcionalnost nadzora brisalcev.
Programski komponenti na levi strani sta lahko funkcionalno enaki (večkratna
uporaba programskih komponent), pri čemer pa vsaka pridobi podatke iz svojega
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tipala za dež. Ti nato iz vhodnih podatkov izračunata jakost padavin in jo
posredujeta naslednji programski komponenti. Le-ta iz različnih virov (jakosti
padavin, ročnega stikala in nastavljene želene hitrosti) določi, ali je vklop brisalcev
sploh potreben, in krmili hitrost ter interval brisanja. Zahtevo po vklopu
brisalcev posreduje zadnji programski komponenti, ki nadzoruje parametre
motorja posameznega brisalca.
Slika 2.3: Primer povezanih programskih komponent
AUTOSAR standard prav tako ne predpisuje, kako je posamezna programska
komponenta izvedena, najsibo ustvarjena s pomočjo modela ali napisana “ročno”,
na primer v obliki izvorne kode. Namesto tega standard predpisuje vse potrebno,
da se programske komponente pravilno vključijo v omrežno infrastrukturo
elektronskih krmilnih enot. Zraven posamezne programske komponente mora
zato, poleg objektne ali izvorne kode, razvojnik priložiti še njen popoln in
formalen opis, ki se imenuje opis programske komponente (ang. Software
Component Description) in ima standardizirano obliko predloge programske
komponente (ang. Software Component Template). Ta med drugim vsebuje
potrebno nastavitev celotne infrastrukture za ustrezno vključitev programske
komponente [7].
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2.3.1.1 Posebni primeri programskih komponent
Poseben primer AUTOSAR programske komponente je tako imenovana
“tipalo/sprožilo programska komponenta” (ang. Sensor/Actuator Software
Component). Ta ni odvisna od vrste elektronske krmilne enote, na kateri se
izvaja, vendar pa vsebuje odvisnost glede na vrsto tipala ali sprožila, za katerega je
bila zasnovana. V primeru s slike 2.3 programski komponenti, povezani s tipaloma
za dež (na levi strani), na vhodu odčitavata vrednosti električnega signala na
nožici mikrokrmilnika (npr. napetost), ki ga proizvaja tipalo. Na njun izhod
pa pošiljata ustrezno preračunano fizično količino, jakost padavin. Pretvorba
električnega signala v fizično količino tako zavisi od vrste izbranega tipala, saj se
njihove karakteristike med seboj razlikujejo, zato je od njih odvisno tudi delovanje
celotne programske komponente. Običajno se zaradi omejitev zmogljivosti
tipalo/sprožilo programske komponente izvajajo na elektronskih krmilnih enotah,
na katera so zaznala ali sprožila tudi fizično priključena. Odčitavanje vrednosti
ter njihovo prepošiljanje po omrežnih storitvah je še posebej v primeru varnostno-
kritičnih aplikacij časovno preveč potratno in popolnoma nesmiselno [7].
V standardu AUTOSAR se pojem komponenta uporablja tudi na bolj splošen
in univerzalen način. Pri modeliranju AUTOSAR sistemov je mogoče medsebojno
povezane programske komponente združiti v “sestavljeno komponento” (ang.
composition). Za razliko od nedeljivih programskih komponent se lahko izvajanje
posameznih programskih komponent, zajetih znotraj sestavljene komponente,
prenese na različne elektronske krmilne enote. Sestavljena komponenta prav tako
ne vsebuje posebnega opisa, temveč samo združuje opise programskih komponent,
ki so vključene vanjo [7].
Poleg tipalo/sprožilo programske komponente in sestavljene komponente
AUTOSAR standard opisuje še nekatere posebne vrste komponent, ki pa so
uporabljene le malokdaj, saj je njihovo funkcijsko delovanje zelo specifično.
AUTOSAR standard pa pod komponente uvršča tudi objekte iz sloja
AUTOSAR storitev (ang. AUTOSAR services, poglavje 2.3.6.1), abstrakcije
elektronske krmilne enote (ang. ECU Abstraction, poglavje 2.3.6.2) in
gonilnikov kompleksnih naprav (ang. Complex Device Drivers, poglavje
2.3.6.4). Najpomembneǰse in najpogosteje uporabljene komponente v AUTOSAR
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sistemih so torej AUTOSAR programska komponenta, tipalo/sprožilo programska
komponenta, sestavljena komponenta in objekti iz sloja osnovne programske
opreme 2.3.6 [7].
2.3.2 Navidezno funkcijsko vodilo
Za izpolnitev cilja prenosljivosti programskih komponent med različnimi
elektronskimi krmilnimi enotami se morajo te izvajati neodvisno od uporabljene
strojne opreme. Neodvisnost je dosežena z uvedbo navideznega funkcijskega
vodila (ang. Virtual Functional Bus) kot navidezne strojne opreme
in služi za abstrakcijo komunikacijskih mehanizmov med programskimi
komponentami. Koncept navideznega funkcijskega vodila omogoča strogo
ločitev med aplikacijskim delom in infrastrukturo. Zaradi tega je medsebojno
komunikacijo med različnimi programskimi komponentami in programskimi
komponentami ter okoljem mogoče določiti popolnoma neodvisno od uporabljene
strojne opreme. To razvojnikom omogoča navidezno integracijo programskih
komponent posameznih elektronskih krmilnih enot, tako da se del procesa
integracije celotnega avtomobilskega sistema lahko izvede že v zgodneǰsi fazi
razvoja [7].
Slika 2.4: Navidezno funkcijsko vodilo
Implementacija programske komponente je z uvedbo navideznega funkcijskega
vodila postala v večjem delu ločena od [7]:
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 Vrste uporabljenega mikrokrmilnika in elektronske krmilne enote, na kateri
se programska komponenta izvaja – AUTOSAR standard namreč vsaki
programski komponenti zagotavlja generičen dostop do strojne opreme, kot
je recimo vhodno/izhodni modul.
 Lokacije ostalih programskih komponent, ki jih potrebuje za delovanje –
priložen opis programske komponente natančno opisuje podatke in storitve,
ki jih programska komponenta ponuja ali zahteva. Pri tem se lahko
podatki in storitve nahajajo na isti elektronski krmilni enoti ali pa izvirajo
iz drugih. Izvajanje je zato prav tako neodvisno tudi od uporabljenega
komunikacijskega omrežja.
 Števila enakih programskih komponent, uporabljenih v celotnem sistemu
ali znotraj ene elektronske krmilne enote.
Za vsako programsko komponento je potrebno natančno opredeliti njene
zahteve, saj v nekaterih primerih zgoraj opisane neodvisnosti ne veljajo.
AUTOSAR standard na primer omogoča in dovoljuje integracijo programske
komponente v izvorni ali strojni kodi. V primeru strojne kode postane
implementacija in integracija programske komponente močno odvisna od
arhitekture elektronske krmilne enote. Prav tako lahko v izjemnih primerih
optimizacije (na primer pri uporabi zbirnega jezika) izvedba programske
komponente vsebuje zahteve glede vrste izbranega mikrokrmilnika. Obenem
se je potrebno zavedati tudi omejitev zmogljivosti povezav med programskimi
komponentami. Tesna medsebojna odvisnost programskih komponent lahko
pomeni, da se morajo te izvajati na eni sami elektronski krmilni enoti. Na svobodo
prenosljivosti programskih komponent pa lahko prav tako vplivajo vprašanja,
povezana z zaščito in varnostjo sistema. Vse omejitve, na katere je potrebno paziti
pri uporabi posamezne programske komponente, so podane v njenem priloženem
opisu [7].
Tu velja omeniti še dejstvo, da AUTOSAR standard s pojmom AUTOSAR
programska komponenta označuje tako imenovano atomsko oziroma nedeljivo
programsko komponento (ang. Atomic Software Component). Njenega delovanja
namreč ni mogoče nadalje razdeliti in distribuirati na različne elektronske krmilne
enote, temveč je vsak primerek programske komponente dodeljen samo eni
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izmed njih. Znotraj AUTOSAR standarda so opisane še nekatere posebne vrste
programskih komponent, za katere pa ni nujno, da veljajo vse zgoraj opisane
lastnosti neodvisnosti. V tej nalogi in ostalih besedilih je s pojmom programska
komponenta tako običajno mǐsljena le AUTOSAR oziroma nedeljiva programska
komponenta, vsi posebni primeri programskih komponent pa so ustrezno označeni
[7].
2.3.3 Komunikacija med komponentami
Poglavitni organizacijski element AUTOSAR sistema je komponenta (nedeljiva,
tipalo/sprožilo, sestavljena in druge). Te v sistemu opravljajo določeno
funkcionalnost in so zato osrednji element aplikacijskega sloja. Vsaka komponenta
ima za medsebojno povezovanje in komunikacijo z ostalimi dobro definirana
vrata. Le-ta vedno pripadajo eni, točno določeni komponenti, s pomočjo katerih
vzajemno deluje z ostalimi komponentami, prisotnimi v sistemu. Ker pa je
lahko v celotnem sistemu več primerov iste komponente, je standard vpeljal
pojem AUTOSAR vmesnika (ang. AUTOSAR Interface), s čimer so za določena
vrata natančno definirane storitve in podatki, ki jih komponenta zahteva oziroma
ponuja [7]. Glede na funkcionalnost, ki jo opravlja komponenta, se spreminja tudi
število njenih vrat in kompleksnost uporabljenih podatkov ter storitev.
Vrata bodisi ponudijo (ang. Provide Port, kraǰse PPort) ali zahtevajo (ang.
Require Port, kraǰse RPort) dodeljen AUTOSAR vmesnik. V primeru ponudbe
vmesnika (PPort) mora komponenta, kateri vrata pripadajo, zagotavljati storitve,
ki so opisane v vmesniku odjemalec-strežnik (ang. Client-Server Interface) ali
tvoriti podatke, opisane v oddajno-sprejemnem vmesniku (ang. Sender-Receiver
Interface). V primeru zahtevanega vmesnika (RPort) lahko komponenta za
vmesnik odjemalec-strežnik zahteva ponujeno storitev ali pa prebere podatke iz
oddajno-sprejemnega vmesnika. Natančen opis storitev ali podatkov, ki jih vrata
komponente zahtevajo ali ponudijo, so podane v opisu posamezne komponente.
V njem so definirane tako vrste podatkov kot tudi združljivost uporabljenih
vmesnikov. Prav tako pa so v njem opisane informacije o uporabljenem
komunikacijskem modelu, kot so recimo dolžina podatkovne čakalne vrste,
obnašanje sprejemnikov (z ali brez zapore) in pošiljateljev (enkratno ali
periodično pošiljanje) [7].
14 AUTOSAR
Po navideznem funkcijskem vodilu se lahko vrata programske komponente
povežejo z vrati ostalih programskih komponent v aplikacijskem sloju ali vrati
komponent sloja gonilnikov kompleksnih naprav, sloja abstrakcije elektronske
krmilne enote in sloja AUTOSAR storitev. Vsi našteti sloji so del osnovne
programske opreme in so natančneje razloženi v kasneǰsih poglavjih. Pri tem so
vmesniki komponent AUTOSAR storitev standardizirani, vmesniki komponent
sloja gonilnikov kompleksnih naprav in abstrakcije elektronske krmilne enote pa
specifični glede na izbrano elektronsko krmilno enoto [7]. Navidezno funkcijsko
vodilo tako omogoča popolno določitev komunikacijskih mehanizmov, vključno
z vsemi izvori in ponori, ter preverjanje verodostojnosti komunikacije povezanih
programskih komponent [11].
Slika 2.5: Povezava komponent po navideznem funkcijskem vodilu
2.3.3.1 Komunikacijski model odjemalec-strežnik
V komunikacijskem modelu odjemalec-strežnik deluje strežnik kot ponudnik
storitve, odjemalec pa kot njen uporabnik. Za lažje razumevanje storitev v
AUTOSAR sistemu si jih lahko predstavljamo kot klic funkcije oziroma zahtevo
po izvedbi neke funkcionalnosti programske komponente. Začetek komunikacije
sproži odjemalec, ki od strežnika zahteva izvedbo storitve, po potrebi pa zraven
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poda še niz parametrov. Komponenta, ki storitev ponuja, na vratih strežnika
čaka na dohodne komunikacijske zahteve odjemalca, izvede zahtevano storitev in
vrne ustrezen odziv. Za razvrstitev programske komponente med strežnike in
odjemalce se uporablja smer vzpostavitve komunikacije, posamezna komponenta
pa je lahko odjemalec in strežnik hkrati (hkrati zahteva in ponuja storitve
ostalim komponentam v sistemu). Odjemalec lahko storitev zahteva sinhrono
ali asinhrono. Pri tem je njegovo delovanje po sprožitvi zahteve do prejema
odziva, napake ali poteka časa blokirano (sinhrona komunikacija) ali neblokirano
(asinhrona komunikacija). AUTOSAR standard pri komunikacijskem modelu
odjemalec-strežnik podpira povezavo več odjemalcev na isti vmesnik strežnika
– več programskih komponent lahko zahteva isto storitev strežnika, ne pa tudi
obratno – odjemalec z istih vrat ne more zahtevati storitev različnih strežnikov
[7]. Primeri povezav odjemalec-strežnik so prikazani na sliki 2.6.
Slika 2.6: Primer n:1 povezave odjemalec-strežnik
2.3.3.2 Komunikacijski model oddajnik-sprejemnik
Za deljenje podatkovnih elementov med enim ali več sprejemniki je na voljo
komunikacijski model oddajnik-sprejemnik. Pri tem oddajnik po oddaji podatkov
ni blokiran (asinhrona komunikacija) in od sprejemnikov ne pričakuje ali prejme
kakršnega koli odziva v obliki podatkovnega ali kontrolnega prenosa. Oddajnik
zgolj posreduje informacije, sprejemniki pa se morajo samostojno odločiti, kdaj
in kako jih uporabiti. Pri tem standard podpira povezavo enega oddajnika na
več sprejemnikov ali več oddajnikov na en sprejemnik (1:n in n:1). Zaradi tega
in želje po prenosljivosti ter izmenjavi komponent se oddajnik ne zaveda števila
in identitete sprejemnikov, odgovornost za razpošiljanje podatkov pa prevzame
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komunikacijska infrastruktura. Na sliki 2.7 sta prikazani 1:n in n:1 možnosti
povezave modela oddajnik-sprejemnik [7].
Slika 2.7: Primer 1:n (levo) in n:1 (desno) povezav oddajnik-sprejemnik
V obeh primerih komunikacijskih modelov gre lahko pri prenašanju podatkov
za enostavne (npr. cela števila) ali sestavljene, potencialno velike, podatkovne
elemente (npr. polje števil ali znakovni niz). Standard opisuje še številne
podrobnosti, ki zadevajo uporabo komunikacijskih mehanizmov, vendar presegajo
meje te naloge. Mednje med drugim sodijo vrste napak, ki jih podpirata
komunikacijska modela, in multiplikativnost, filtriranje, sočasnost ter razvrščanje
podatkovnih elementov. Opisani pa so tudi številni ostali vmesniki namenskih
komponent [11].
Odločitev o komunikacijskem modelu in podatkovnih elementih, uporabljenih
za povezovanje med komponentami, je tako povsem v rokah razvojnika. Model
odjemalec-strežnik pri tem vsebuje prednosti, kot sta na primer takoǰsen odziv na
zahtevo in informacije o izvoru podatkov. Model oddajnik-sprejemnik pa rešuje
težavo asinhronega deljenja podatkov med več sprejemniki. Kljub temu lahko
značilnosti enega ali drugega rešujemo z uporabo kompleksneǰsih programskih
rešitev. Povratno informacijo (odziv strežnika) lahko na primer rešimo s povratno
vezavo dveh vrat in uporabo komunikacijskega modela oddajnik-sprejemnik [11].
Omeniti velja še dejstvo, da morajo biti ob nastavljanju sistema znane in
definirane vse podrobnosti uporabljenih vmesnikov. Za ustrezno vključevanje
in povezovanje komponent mora specifikacija navideznega funkcijskega vodila
vsebovati opise vseh infrastrukturnih storitev, ki jih komponente potrebujejo za
izvajanje. To vključuje [11]:
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 komunikacijo z ostalimi komponentami v sistemu,
 komunikacijo s tipali in sprožili,
 dostop do standardiziranih AUTOSAR storitev (npr. branje in pisanje v
trajni pomnilnik),
 odziv na spremembo stanj elektronske krmilne enote (npr. izklop
napajanja) in
 interakcijo s sistemi za umerjanje in merjenje.
2.3.4 Izvajalno okolje
V koraku načrtovanja imenovanem “nastavitev sistema” se programske
komponente in njihove povezave prenesejo na izbrano elektronsko krmilno
napravo. Vsa komunikacija med programskimi komponentami in ostalim
sistemom poteka preko sloja, imenovanega “AUTOSAR izvajalno okolje”
(ang. AUTOSAR Run-Time Environment, kraǰse RTE) [11]. Izvajalno
okolje komponentam zagotavlja abstrakcijo komunikacijskih poti preko
standardiziranega vmesnika in storitev. Virtualne povezave med programskimi
komponentami se tako preslikajo na lokalne povezave (znotraj ene elektronske
krmilne enote) ali na specifične komunikacijske metode uporabljene omrežne
tehnologije (na primer okvirje omrežja CAN, FlexRay ...) [7].
Ker so komunikacijske zahteve posamezne programske komponente odvisne od
njene funkcionalnosti, se mora glede na zahteve prilagoditi tudi izvajalno okolje
posamezne elektronske krmilne enote. Zaradi tega obstaja velika verjetnost,
da se v sloju izvajalnega okolja generirajo dodatne storitve, ki pa kljub temu
skušajo ohranjati ekonomičnost porabe virov. Poleg tega obstaja možnost ročne
nastavitve nekaterih delov izvajalnega okolja za prilagoditev potreb in želja
sistema. Našteta načina nastavitve sta razlog, da se lahko izvajalna okolja
elektronskih krmilnih enot med seboj razlikujejo [7].
Posamezna programska komponenta za izvajanje potrebuje tudi dodatne vire,
predvsem dostop do pomnilnika (za izvajanje in vzdrževanje notranjega stanja)
ter procesorski čas, saj vsebuje kodo, ki mora biti izvedena v skladu s časovnim
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Slika 2.8: Primer deljenja programskih komponent na posamezne elektronske
krmilne enote
potekom dogodkov. Ker je vprašanje časovnega razvrščanja tesno povezano
s komunikacijskimi zahtevami komponente, mora izvajalno okolje poskrbeti za
oba vidika. To vključuje mehanizme, s katerimi koda, ki se izvaja, vnaša
ali odčitava vrednosti podatkovnih elementov na vratih komponente, dostopa
do kalibracijskih parametrov in izvede ali zahteva storitve, opisane v njenih
vmesnikih. Prav tako mora izvajalno okolje zagotoviti ustrezne mehanizme
za izvrševanje, ki so posledica fiksnega časovnega razporeda (npr. krožnega
izvajanja) ali dogodkov, povezanih s komunikacijo (npr. ob prejemu podatkov).
Potrebni so tudi mehanizmi za dostop do skupnih sredstev (npr. skupnega
pomnilnika) in mehanizmi za sinhronizacijo, saj je AUTOSAR elektronska
krmilna enota običajno okolje z več nitmi (ang. multithreaded environment)
[11].
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2.3.5 Izvršljiva enota
Kot že omenjeno, se lahko nedeljiva (AUTOSAR) programska komponenta izvaja
samo na eni elektronski krmilni enoti. Kljub temu pa se delovanje posamezne
programske komponente razdeli na notranje izvršljive enote (ang. Runnables).
Gre za nabor ukazov oziroma funkcijo, katere zagon nadzira izvajalno okolje.
V splošnem lahko programska komponenta zajema eno ali več izvršljivih enot,
vsaka izmed njih pa lahko opravi del ali celotno zajeto funkcionalnost. Izvršljive
enote se izvajajo znotraj opravil, kar jim zagotavlja kontekst in prostor na skladu,
predpisana prioriteta opravil pa določa potek njihovega izvajanja. Izvršljive enote
posamezne programske komponente lahko pripadajo različnim opravilom, ki si
jih delijo z izvršljivimi enotami ostalih programskih komponent. Med izvajanjem
je za izbiro opravil zadolžen časovni razporejevalnik operacijskega sistema, ki
nadzira delovanje enega ali več jeder mikrokrmilnika [11].
Slika 2.9: Primer deljenja programske komponente na izvršljivi enoti
Izvršljive enote se glede na izvajanje in komunikacijske mehanizme delijo v tri
skupine. V prvo spadajo enote, ki uporabljajo impliciten dostop do podatkov in
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ne blokirajo delovanja. V drugo skupino spadajo tiste z eksplicitnim dostopom
in brez blokiranja delovanja. V tretjo skupino spadajo enote z eksplicitnim
dostopom in blokiranjem delovanja. Implicitni dostop do podatkov pomeni, da
izvršilna enota ne sproži prejema ali oddaje podatkov. Ta je namreč reguliran
s strani izvajalnega okolja in prejet ob začetku izvajanja izvršljive enote ter
oddan po njenem zaključku. Eksplicitni dostop pa pomeni, da izvršljiva enota
vsebuje izrecen aplikacijski programski vmesnik (ang. Application Programming
Interface, kraǰse API) za prejem in oddajo podatkov [11].
Programske komponente so torej sestavljene iz treh delov: modela, ki
zajema vrata in vmesnike, uporabljene pri komunikaciji z ostalimi komponentami,
izvršljivih enot, ki vsebujejo kodo za izvajanje in so regulirane s strani izvajalnega
okolja in nazadnje iz opisa programske komponente, ki določa, katere izvršilne
enote se izvajajo ciklično, ali pri pojavu dogodka, način dostopa komponente do
podatkovnih elementov in ostalih virov, ki jih komponenta potrebuje za delovanje
[11].
2.3.6 Osnovna programska oprema
Pod slojem izvajalnega okolja se nahaja sloj osnovne programske opreme
(ang. Basic Software), sestavljene iz modulov, ki programskim komponentam
zagotavljajo storitve, potrebne za delovanje in interakcijo s strojno opremo.
Samostojno sloj ne opravlja nobene aplikacijske funkcionalnosti, temveč vključuje
vmesnike za povezavo aplikacijskega sloja z AUTOSAR storitvami (ang. Services
Layer) in izbrano elektronsko krmilno enoto ter mikrokrmilnikom. Osnovna
programska oprema je nadalje razdeljena v sloje glede na storitve, ki jih ponuja,
ti pa so razdeljeni v skupine glede na funkcionalnost, ki jo opravljajo [7, 12].
2.3.6.1 AUTOSAR storitve
Za delovanje aplikacijskega sloja je najpomembneǰsi storitveni sloj (ang. Services
Layer), zato se v osnovni programski opremi nahaja najvǐsje, takoj pod
slojem izvajalnega okolja. Storitveni sloj ponuja AUTOSAR storitve, povezane
z operacijskim sistemom, omrežnimi storitvami, pomnilnikom, diagnostičnimi
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Slika 2.10: Sloji AUTOSAR sistema in nekateri moduli osnovne programske
opreme [12]
storitvami in upravljanjem s stanjem elektronske krmilne enote. Med drugim
vsebuje tudi module za šifriranje, kodo za ciklično preverjanje redundance in
upravljanje stražnega časovnika (ang. Watchdog Timer) ter prosto tekočega
časovnika (ang. Free Runnning Timer). Naloga storitvenega sloja je, da
aplikacijskemu sloju in ostalim storitvam v osnovni programski opremi zagotovi
funkcionalnosti, povezane s sistemom. Medtem ko je delovanje samega sloja delno
odvisno od izbranega mikrokrmilnika in elektronske krmilne enote, pa sta vǐsje
ležeča sloja (izvajalno okolje in aplikacijski sloj) popolnoma ločena in delujeta
neodvisno od uporabljene strojne opreme [12, 13].
2.3.6.2 Abstrakcija elektronske krmilne enote
Kot že pove ime samo, deluje sloj abstrakcije elektronske krmilne enote (ang.
ECU Abstraction Layer) kot vmesnik do gonilnikov elektronske krmilne enote,
ki se nahajajo v nižjem sloju. Ponuja aplikacijske programske vmesnike za
dostop do periferije mikrokrmilnika in gonilnike naprav, ki so priključene nanj.
Sloj zagotavlja, da so vǐsje ležeči moduli neodvisni od izbranega mikrokrmilnika
in elektronske krmilne enote. Ker vsebuje gonilnike zunanjih naprav, je delno
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odvisen od izbrane strojne opreme elektronske krmilne enote, vseeno pa ohranja
neodvisnost od izbranega mikrokrmilnika [12].
2.3.6.3 Abstrakcije mikrokrmilnika
Sloj abstrakcije mikrokrmilnika (ang. Microcontroller Abstraction Layer)
se nahaja najnižje v osnovni programski opremi in njenim vǐsje ležečim
komponentam zagotavlja standardizirane vmesnike za dostop do periferije
mikrokrmilnika. Prav tako vsebuje gonilnike za neposreden dostop do zunanje
periferije in naprav, preslikanih v pomnilnik mikrokrmilnika (ang. memory
mapped devices). Zajema tudi mehanizme za razpošiljanje dogodkov, povezanih
z digitalnimi in analognimi vhodno/izhodnimi enotami, pulzno širinskimi
modulatorji in demodulatorji, stražnim časovnikom, SPI vmesnikom ter ostalo
uporabljeno periferijo. Uporaba sloja abstrakcije mikrokrmilnika omogoči
standardizacijo vǐsjih slojev in njihovo neodvisnost od izbranega mikrokrmilnika
[7, 12].
2.3.6.4 Gonilniki kompleksnih naprav
Sloj gonilnikov kompleksnih naprav (ang. Complex Device Driver) je edini,
ki omogoča direkten dostop izvajalnega okolja do periferije mikrokrmilnika
preko posebnih prekinitev. Namenjen je izvajanju gonilnikov, ki niso zajeti
v AUTOSAR standardu ali pa imajo stroge časovne zahteve. Največkrat
se uporablja za implementacijo povezav med tipalo/sprožilo programsko
komponento ter periferijo mikrokrmilnika (npr. pri kontroli vbrizga goriva ali
električnega nadzora ventilov). Gonilniki morajo vǐsjemu sloju zagotavljati
AUTOSAR vmesnik, medtem pa je sam sloj zelo odvisen od izbranega
mikrokrmilnika in elektronske krmilne naprave [7, 12].
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2.4 Metodologija
AUTOSAR metodologija je skupen način tehničnega pristopa k nekaterim
korakom razvoja sistema. Metodologija ni popoln opis delovnega postopka, saj ne
predpisuje natančnega vrstnega reda izvajanja dejavnosti. Namesto tega opisuje
odvisnosti, ki so potrebne za dokončanje nekega koraka pri razvoju izdelka. Ta
omejitev pomeni, da metodologija ne opisuje časovnega poteka razvoja ali števila
potrebnih iteracij. Med razvojem je namreč ista dejavnost (npr. nastavitev
sistema) ponovljena večkrat glede na povratne informacije realne nastavitve in
izvedbe sistema na dejanski elektronski krmilni enoti. Smiselnost in število
iteracij v metodologiji torej nista opredeljeni [14].
Za dosledno in natančno opisovanje metodologije skozi vse korake razvoja
se je kot različica opisa uveljavila formalna sintaksa, imenovana inženirski
metamodel programske opreme (ang. Software Process Engineering Meta-Model
– SPEM). Ta je tesno povezana z AUTOSAR metamodelom, ki podrobno opisuje
AUTOSAR sisteme in zagotavlja skladnost med predlogami za izmenjavo med
različnimi programskimi orodji. SPEM sintaksa povezuje elemente AUTOSAR
metamodela z vhodno/izhodnimi parametri razvojnih korakov, uporabljenih
v metodologiji. Sintaksa uporablja poenoten vzorčni jezik (ang. Unified
Modeling Language, kraǰse UML) in omogoča vključitev metodologije neposredno
v AUTOSAR metamodel. Metamodel torej določa, kako je nekaj opisano,
metodologija pa, kdaj se ti opisi uporabljajo [14].
Za potrebe AUTOSAR metodologije se uporablja samo majhna podskupina
elementov za modeliranje, definiranih v SPEM sintaksi. Za razumevanje
metodologije so v nadaljevanju razloženi samo uporabljeni elementi ter njihove
osnovne informacije. Podrobnosti o njih so na voljo v dokumentu “AUTOSAR
Methodology” [14] ali v specifikacijah SPEM sintakse, dostopne na strani
združenja OMG [15].
Delovni produkt (ang. Work-Product) je informacija ali objekt, ki ga
uporablja ali izdela element Dejavnost (ang. Activity) v razvoju sistema. Za
potrebe AUTOSAR metodologije so uporabljeni štirje tipi Delovnih produktov.
Dokument AUTOSAR razširljivega označevalnega jezika (ARXML dokument)
je namenjen opisu sistema, dokumenti .c, .h ter .obj pa so namenjeni prenosu
24 AUTOSAR
programske kode. Modelirni element Dejavnost opisuje naloge, dejanja in vloge,
opravljene s strani razvojnikov. Uporabljajo se še puščice za nakazovanje poteka
dejavnosti, od njenega vhoda do izida [14].
Slika 2.11: Potek razvoja AUTOSAR sistema, upoštevajoč definirano
metodologijo. Z rumeno so označeni modelirni elementi Dejavnost, z modro pa
Delovni produkt.
Potek razvoja sistema je na visokem nivoju abstrakcije prikazan na sliki
2.11. Najprej je določena vhodna nastavitev sistema, kjer so zbrane informacije
o uporabljenih programskih komponentah in strojni opremi ter določene njene
splošne omejitve. AUTOSAR poenostavlja nastavitev sistema z uvedbo posebnih
predlog. V njih so opisani uporabljeni podatkovni elementi, vrata in vmesniki
programskih komponent, izbrani mikrokrmilnik, periferija, priključena tipala
in sprožila ter omejitve, povezane z omrežnimi storitvami in razvrščanjem
programskih komponent. V naslednjem koraku se iz Delovnega produkta izločijo
informacije, specifične za izbrano elektronsko krmilno enoto. Tem se v Dejavnosti
“nastavitev elektronske krmilne enote” dodajo informacije, potrebne za izvajanje
sistema. Mednje spadajo informacije o časovnem razvrščanju, uporabljenih
modulih osnovne programske opreme in njihova nastavitev ter razvrščanje
izvršljivih enot po opravilih. V zadnjem koraku se nastali opis elektronske krmilne
naprave uporabi za generiranje kode izvajalnega okolja in osnovne programske
opreme, ki se skupaj s kodo programskih komponent prevede in poveže v izvršljivo
datoteko. Ta se lahko nato prenese na izbrano elektronsko krmilno enoto in začne
z izvajanjem namenjene funkcionalnosti [14].
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Vzporedno s prikazanim potekom se v ozadju izvajajo še številni koraki,
ki pa presegajo kratki pregled. Več podrobnosti o nastavitvi celotnega
sistema, kot so na primer tvorjenje aplikacijskega programskega vmesnika
komponent in dovoljenih medsebojnih povezav, je na voljo v dokumentu
“AUTOSAR Methodology” [14]. S prikazanim potekom metodologije je dosežena
najpomembneǰsa lastnost AUTOSAR standarda – neodvisno razvrščanje
programskih komponent po poljubnih elektronskih krmilnih enotah. Pri tem
pa je še vedno potrebno paziti na omejitve, opisane v preǰsnjih poglavjih.
2.5 ARTI
Vmesnik AUTOSAR izvajalnega okolja (ang. AUTOSAR/ASAM Run-Time
Interface, kraǰse ARTI) natančno definira povezavo med orodji za izdelavo
AUTOSAR sistemov in orodji za razhroščevanje. ARTI standard predpisuje
načine zajemanja podatkov iz vgrajenih sistemov ter njihovo interpretacijo za
namen razhroščevanja. S tem nudi podroben vpogled v delovanje AUTOSAR
sistema, kar omogoča olaǰsano in pospešeno odpravljanje napak ter preverjanje
celotnega delovanja. Prav tako zagotavlja poenoteno obliko zajema in izmenjavo
podatkov med različnimi proizvajalci razhroščevalnih orodij, s čimer spodbuja
konkurenčnost in inovacije [4, 16].
Pred standardizacijo vmesnika ARTI v različici R4.4.0 (oktober 2018) se je
kot vmesnik za razhroščevanje uveljavil vmesnik ORTI (ang. OSEK Run Time
Interface). ORTI deluje kot univerzalni vmesnik med razhroščevalnimi orodji
in operacijskim sistemom OSEK. Namenskim orodjem omogoča ocenjevanje in
prikaz informacij, stanj in učinkovitost operacijskega sistema ter ponazoritev
njegovih elementov (npr. opravil). ORTI vmesnik je natančneje opisan nekoliko
kasneje, v poglavju 4.6. Ker standard AUTOSAR uporablja in nadgrajuje
specifikacije standarda OSEK, ta velja za njegovega predhodnika, ORTI pa
posledično za predhodnika standarda ARTI. Želja po napredneǰsem vmesniku
se je pojavila zaradi pomanjkljivosti, ki jih vsebuje ORTI v sodobnih AUTOSAR
sistemih. Tako na primer ne omogoča spremljanja izvršljivih enot, ne podpira
razhroščevanja večjedrnih sistemov, pri opravilih pa zazna spremembo le, kadar
gre to v stanje izvajanja [17].
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Razhroščevanje in zajemanje podatkov predstavlja pomemben korak pri
razvoju, integraciji in preverjanju delovanja sistema elektronske krmilne enote.
Še zlasti pomembno je preverjanje z vidika časovnih zahtev, ko sistem nadzoruje
funkcionalnosti, povezane z varnostnimi mehanizmi (npr. zračnimi blazinami
in zasilnim zaviranjem). Za namen izpolnjevanja ozaveščenosti o operacijskem
sistemu (ang. OS awareness) je potrebno podrobno poznavanje delovanja njegovih
opravil, prekinitev in izvršljivih enot. Dobra povezanost med razvojnimi in
razhroščevalnimi orodji je tako bistvenega pomena za celovit pristop, od modela
do strojne opreme in nazaj ter zajema več ravni V-modela razvoja in testiranja
3.1 [16].
Za razhroščevanje in zajemanje podatkov ARTI od vsakega sloja oziroma
modula pričakuje opis njegovega modela. Gre za ARXML dokument, ki je
ustvarjen ob generiranju posameznega modula in uporablja poenoten vzorčni jezik
(UML). ARTI ne spreminja delovanja sistema in ne generira funkcionalne kode,
tako kot to počno drugi moduli. Za zajem in razhroščevanje skuša uporabljati
informacije, pridobljene ob prevajanju kode (npr. imena simbolov). Kljub temu
pa je za pridobitev želene informacije včasih potrebno vpeljati novo spremenljivko
ali funkcijo. Za sledenje notranjim dogodkom standard v kodi modulov zato
uveljavlja kljuke (ang. hooks) v obliki makrov, ki so bodisi statični ali nastavljivi.
Osredotoča se na uporabo rešitev s čim manǰsim časovnim vplivom, v nekaterih
primerih celo brez časovnih pribitkov, vendar je to v veliki meri odvisno od
uporabljene tehnologije zajemanja podatkov in razhroščevalnih orodij [16].
Opis ARTI modula (dokument ARXML) vsebuje podrobne informacije
o načinu zajemanja ter interpretaciji podatkov, pridobljenih iz vseh ostalih
modulov, ki podpirajo ARTI standard. Opis tako na primer zajema konstante,
uporabljene v modulih, kot je recimo število mikroprocesorskih jeder. Prav tako
vsebuje izraze (ang. expressions), ki določajo, kako z uporabo razhroščevalnih
orodij dostopati do vrednosti (npr. globalnih spremenljivk) v sistemu za
prikaz trenutnega stanja. Opis zajema tudi informacije o uporabljenih
kljukah, namenjene njihovemu generiranju in zajemanju podatkov. Vse naštete
informacije med seboj povezujejo standardizirani objekti (ang. Objects), kot
je na primer v modulu operacijskega sistema definiran objekt “opravilo”, in so
namenjeni prikazovanju zajetih podatkov na človeku prijazneǰsi način. Opis prav
tako podpira definiranje novih objektov za zajemanje in prikazovanje podatkov,
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ki niso vključeni v AUTOSAR standard [16].
Slika 2.12 prikazuje izdelavo opisa ARTI modula in njegovo uporabo za
nastavitev orodij, namenjenih razhroščevanju in analizi AUTOSAR sistemov.
Za izdelavo opisa je zadolžen AUTOSAR generator, ki poleg generiranja kode
ostalih modulov iz njihovih opisov izlušči potrebne informacije. Opis se
nato uporabi za generiranje kode kljuk, ki jo dostavi proizvajalec orodja za
razhroščevanje. Ta se poleg kode modulov pretvori v izvršljivo datoteko,
namenjeno izvajanju na elektronski krmilni enoti. Izvršljiva datoteka in
opis modula se uporabita za nastavitev razhroščevalnega orodja in zajemanje
podatkov iz sistema. Uporabljeno orodje lahko izvozi standardizirano obliko
zajetih podatkov, ki se jih skupaj z opisom ARTI modula uporabi v namenskih
orodjih za podrobneǰso časovno analizo delovanja sistema [16].
Slika 2.12: Izdelava in uporaba ARTI modulov
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V vseh AUTOSAR modulih, ki podpirajo zajemanje podatkov, ARTI predpisuje
enotno obliko uporabljenega makroja, kot je prikazana v izseku kode 2.1.
1 ARTI_TRACE(_contextName , _className , _instanceName ,
2 instanceParameter , _eventName , eventParameter)
Izsek kode 2.1: Predpisana enotna oblika makroja ARTI TRACE
Nekateri parametri so v obliki oznak oziroma besedila, kar
omogoča definiranje novih, bolj učinkovitih makrojev. Razlog je
predvsem manǰsa časovna potratnost v času izvajanja v primerjavi s
prenašanjem in vrednotenjem identifikatorjev v obliki vrednosti [16].
_contextName: ime konteksta , ena izmed predefiniranih
vrednosti [oznaka]
_className: ime razreda , uporabni ško dolo čen ali
definiran v modulu osnovne programske opreme
[oznaka]
_instanceName: ime primerka [oznaka]
instanceParameter: indeks primerka [uint32_t] (0..429496729)
_eventName: ime dogodka za dolo čen razred [oznaka]
eventParameter: argument k dogodku [uint32_t] (0..429496729)
Za definicijo standardiziranega makroja poskrbi ponudnik razhroščevalnega
orodja, ki se bo uporabljalo pri zajemanju podatkov iz mikrokrmilnika. Makro
se razširi v nov makro, specifičnega za določeno aktivnost, pri čemer je vrstni red
parametrov poljuben. Vrednosti in pomen parametrov so definirani v opisu ARTI
modula določenega sistema (datoteka ARXML). Pri tem so vrednosti parametrov
znakovnih nizov (npr. contextName) določene statično in so uporabljene pri
razširitvi makrojev. Vrednosti numeričnih parametrov (instanceParameter in
eventParameter) pa se spreminjajo v času izvajanja. Izsek kode 2.2 predstavlja
enega izmed možnih primerov definicije oziroma razširitve makroja [16].
1 #define ARTI_TRACE(_contextName , _className , _instanceName , \
2 instanceParameter , _eventName , eventParameter)\
3 ARTI_TRACE ## _ ## _className ## _ ## _instanceName \
4 ## _ ## _eventName ## _ ## _contextName \
5 (( instanceParameter), (eventParameter))
Izsek kode 2.2: Zgled razširitve makroja ARTI TRACE
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Vrstice 1–4 v izseku kode 2.3 prikazujejo uporabo makrojev znotraj modula
operacijskega sistema in sporočajo menjavo stanj opravil. Primeri njihovih
razširjenih makrojev, kot bi bili definirani s strani razhroščevalnega orodja
brez dejanske implementacije kode, pa so prikazani v vrsticah 6–9 [16, 18].
1 ARTI_TRACE( NOSUSP , AR_CP_OS_TASK , OS1 , 0, OsTask_Start , 0 );
2 ARTI_TRACE( NOSUSP , AR_CP_OS_TASK , OS1 , 0, OsTask_Waiting , 0 );
3 ARTI_TRACE( NOSUSP , AR_CP_OS_TASK , OS1 , 0, OsTask_Release , 1 );






Izsek kode 2.3: Primeri uporabe makroja ARTI TRACE (vrstice 1–4) in njihove
razširitve (vrstice 6–9)
Pri tem tako statični znakovni nizi (NOSUSP, OS ...) kot dinamični parametri
(CoreId, TaskId) sporočajo informacije, pomembne za ustrezno implementacijo
makrojev ter pravilno interpretacijo podatkov [16, 18]:
 NOSUSP – prekinitve so v času izvajanja kode makroja
onemogočene/izklopljene.
 AR CP OS TASK – ime razreda, definiranega v modulu operacijskega
sistema.
 OS1 – ime operacijskega sistema, ki sporoča podatke.
Makroji, predstavljeni v vrsticah 1–4 izseka kode 2.3, tako orodjem za analizo,
skupaj s statičnimi znakovnimi nizi, sporočajo naslednje informacije o sistemu:
 (1) Na mikroprocesorskem jedru 0 je opravilo z identifikacijsko številko 0
prešlo iz stanja “pripravljen na izvajanje” (ang. Ready) v “izvajanje” (ang.
Running).
 (2) Na mikroprocesorskem jedru 0 je opravilo z identifikacijsko številko 0
prešlo iz stanja “izvajanje” v stanje “čakanje na izvajanje” (ang. Waiting).
 (3) Na mikroprocesorskem jedru 0 je opravilo z identifikacijsko številko 1
prešlo iz stanja “čakanje na izvajanje” v stanje “pripravljen na izvajanje”.
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 (4) Na mikroprocesorskem jedru 1 je opravilo z identifikacijsko številko 0
prešlo iz stanja “izvajanje” v stanje “ustavitev” (ang. Suspended).
Poleg razredov, ki jih določajo posamezni AUTOSAR moduli (kot je na primer
v zgornjem primeru uporabljeni AR CP OS TASK, definiran znotraj modula
operacijskega sistema), ARTI modul definira še tri splošne lastne razrede. Ti
so [16]:
 USER STOPWATCH, za merjenje pretečenega časa med dvema določenima
točkama v aplikaciji;
 USER DATAFLOW STOPWATCH, za merjenje pretečenega časa
operacije branja ali pisanja spremenljivke in
 USER DATAPOINT, za zajemanje različnih vrednosti na uporabnǐsko
določenih lokacijah v kodi.
3 Razvoj in testiranje avtomobilskih
elektronskih krmilnih enot
3.1 V-model
V preteklosti se je za razvoj programske opreme v avtomobilski industriji, še
posebej za namen načrtovanja varnostno-kritičnih sistemov, uveljavil V-model,
poznan tudi kot model preverjanja in vrednotenja (ang. Verification and
Validation model). Ta razdeli potek razvoja sistema na posamezne stopnje ter za
vsako stopnjo določi način testiranja. Preverjanje vključuje sklope preizkusov, s
katerimi je potrjeno delovanje sistema glede na podane zahteve, vrednotenje pa
preverja, ali sistem izpolnjuje želeni namen [19].
Splošen model načrtovanja, kot je prikazan na sliki 3.1, se prične na zgornji levi
strani V-modela z zbiranjem in izpopolnjevanjem zahtevanih funkcionalnosti ter
podrobnosti, povezanih z delovanjem (npr. definiranih vmesnikov, učinkovitostjo
sistema, zahtevano stopnjo varnosti). Načrtovanje se nadaljuje v smeri navzdol
in zajema načrtovanje sistema, ki bo opravljalo zahtevano funkcionalnost, izbiro
in oblikovanje računalnǐske ter programske arhitekture in razdelitev sistema na
manǰse enote oziroma module, namenjene izvajanju. Vsaki fazi načrtovanja
sistema na drugi strani sledi stopnja, namenjena testiranju. Po V-modelu navzgor
se testirajo vse komponente sistema, od najmanǰse izvršljive enote (modula) do
celotne zahtevane funkcionalnosti [19].
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Slika 3.1: V-model razvoja in testiranja
3.2 Razvoj AUTOSAR sistema
Razvoj aplikacijskega dela AUTOSAR sistemov v osnovi sledi poteku razvoja
V-modela, prikazanega na sliki 3.1, od zbiranja zahtev do razvoja posamezne
izvršljive enote. Zaradi delitve sistema na sloje in njegove modularne zgradbe
pa razvoj celotnega sistema običajno prevzame več proizvajalcev ter poteka
vzporedno. Razvoj AUTOSAR sistema, skupaj z upoštevano metodologijo, zato
lažje opǐsemo s koraki, prikazanimi na sliki 3.2. Prikazani postopek prav tako
rešuje dve veliki težavi, ki sta prisotni v prikazanem V-modelu. Prva se nanaša
na pomanjkanje povratnih vezav pri razvoju, kar pomeni, da v sistem ni možno
vključiti novih funkcionalnosti, dokler ta ni popolnoma dokončan in se prične
ponovna faza razvoja in testiranj. Druga pa se nanaša na dejstvo, da morajo
biti pred pričetkom naslednje stopnje razvoja na voljo vsi podatki in rezultati
preǰsnje. Tako na primer ni mogoče pričeti s stopnjo načrtovanja sistema, preden
niso dokončno zbrane vse zahtevane funkcionalnosti [19, 20, 21].
Proizvajalce AUTOSAR programske opreme lahko razdelimo v štiri kategorije:
izdelovalce izvorne opreme (ang. Original Equipment Manufacturer, kraǰse
OEM), ki so odgovorni za logično in fizično zasnovo celotnega sistema,
proizvajalce prve stopnje (ang. Tier1), ki so odgovorni za zasnovo in uvajanje
programskih komponent na izbrano elektronsko krmilno enoto, proizvajalce
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Slika 3.2: Postopek razvoja AUTOSAR sistema [20]
druge stopnje (ang. Tier2), odgovorne za razvoj osnovne programske opreme
ter na proizvajalce tretje stopnje (ang. Tier3), ki dostavijo strojno opremo,
gonilnike in potrebna programska orodja (npr. prevajalnike in povezovalnike). V
večini primerov posamezne kategorije predstavljajo različne organizacije oziroma
podjetja, vključena v razvojni proces, vendar pa lahko eno podjetje prevzame
tudi več kategorij [20].
Načrtovanje se prične z logično zasnovo sistema (1) in vključuje
modeliranje sestavljenih programskih komponent, ki v sistemu opravljajo želeno
funkcionalnost. Prav tako so določeni njihovi vmesniki, ki predstavljajo točke
izmenjave podatkov. Komponente so običajno razvrščene v podsisteme in
nato združene v logične domene glede na funkcionalnost, ki jo opravljajo, in
medsebojno povezanost. Takoj, ko je določeno zadostno število programskih
komponent, se lahko izdelovalci izvorne opreme osredotočijo na fizično zasnovo
sistema (2). Ta vključuje razvrščanje programskih komponent na številne
elektronske krmilne enote, medsebojno povezane z različnimi omrežji. V primeru,
da sta programski komponenti, ki medsebojno komunicirata, razvrščeni na
različni elektronski krmilni enoti, se v tej fazi določi tudi sistemski signal, ki potuje
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preko uporabljenega komunikacijskega omrežja. Rezultat obeh faz načrtovanja je
model programskih komponent sistema (A), ki vključuje vse potrebne informacije
za njegov nadaljnji razvoj [20].
Ker so ECU-ji običajno izdelani s strani različnih proizvajalcev prve
stopnje, mora po fizični zasnovi sistema izdelovalec izvorne opreme za vsako
uporabljeno elektronsko krmilno enoto izluščiti ustrezne informacije o nameščenih
programskih komponentah in jih združiti v model programskih komponent
elektronske krmilne enote (B). Proizvajalec prve stopnje lahko nato nadaljuje s
fazo fizičnega načrtovanja sistema (3), katere glavni cilj je razčlenitev sestavljenih
programskih komponent na številne nedeljive programske komponente. Te se
bodo na koncu izvajale na izbrani elektronski krmilni enoti. Na podlagi strojne
opreme (C) se v tej fazi določijo tudi konkretni tipi podatkov, ki se bodo
uporabljali pri komunikaciji med programskimi komponentami. Uporabljeni tip
podatkov je lahko na primer float, če uporabljeni mikrokrmilnik podpira delo s
plavajočo vejico. Na podlagi podrobnega modela posamezne elektronske krmilne
enote (D) lahko proizvajalec prve stopnje nadaljuje z razvojem funkcionalnosti
posamezne programske komponente (4). Pri tem lahko uporabi programe za
vedenjsko modeliranje, kot je na primer Matlab Simulink, ki iz modela ustvarijo
izvorno kodo nedeljivih programskih komponent (E) [20].
Proizvajalci programske opreme lahko medtem nadaljujejo z razvojem
fizičnega modela za komunikacijo (5). Njegov namen je dopolniti model
sistema z združevanjem signalov v okvirje, ki se nato prenašajo po
omrežnih poteh. Iz celotnega komunikacijskega modela sistema (F) mora
za posamezno elektronsko krmilno enoto izdelovalec izvorne opreme izluščiti
ustrezne informacije, namenjene nastavitvi komunikacijskega dela sistema. Te
v obliki komunikacijskega modela elektronske krmilne enote (G) posreduje
proizvajalcu prve stopnje, ki jih skupaj z informacijami o diagnostičnih storitvah
in operacijskem sistemu uporabi za popolno nastavitev osnovne programske
opreme (6, H) [20].
Dejanski razvoj kode osnovne programske opreme (7, I) opravi proizvajalec
druge stopnje in temelji na podrobnih specifikacijah modulov, ki jih zagotavlja
standard AUTOSAR. Te so uporabnikom običajno dostavljene v obliki knjižnic.
Za gonilnike strojne opreme (J), ki so uporabljeni v osnovni programski opremi,
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pa običajno poskrbi proizvajalec tretje stopnje, ki dostavi tudi prevajalnike in
povezovalnike (K). Na koncu se dostavljene nastavitvene datoteke in koda razvitih
funkcionalnosti povežejo v izvedljivo datoteko (8), ki je namenjena izvajanju na
izbrani elektronski krmilni napravi [20].
Opisana metodologija v praksi predstavlja le en cikel razvojnega procesa.
Opisani koraki se običajno večkrat ponovijo in tako dodajajo novo zahtevane
funkcionalnosti sistemu ter uporabljenim elektronskim krmilnim enotam. Za
izvedbo novih zahtevanih funkcionalnosti je potrebno uvesti nove programske
komponente v logično zasnovo sistema (1) ter njihove pripadajoče signale v fizično
zasnovo (2). Njihovo izvajanje se razdeli na posamezne elektronske krmilne enote,
kar zahteva spremembo fizične zasnove sistema (3), razvoj novih funkcionalnosti
(4) in spremenjen komunikacijski model (5) ter ponovno nastavitev osnovne
programske opreme (6). V posebnih primerih pa lahko pride tudi do zamenjave
strojne opreme in uporabljenih gonilnikov, prevajalnikov ter povezovalnikov [20].
3.3 Testiranje
Zaradi vse številneǰsih varnostno-kritičnih funkcionalnosti v vozilu na pomenu
pridobiva tudi z njo povezana kakovost uporabljene programske opreme. Glede
na [22] se zahteva za varnost glasi: “Vsi sestavni deli, potrebni za določeno
funkcionalnost vozila, in vsi pripadajoči sistemi morajo izpolnjevati tehnične
varnostne zahteve”. Obseg razvoja avtomobilskega sistema se vse bolj povečuje,
zato za zagotavljanje kakovosti programske opreme obstajajo številne metode,
ki so tesno povezane s posameznimi fazami razvoja in integracije sistema. V
splošnem metode za preverjanje oziroma analizo sistema delimo na statične in
dinamične [22].
3.3.1 Statična in dinamična analiza
V primeru statične analize se koda ne izvaja, temveč za odkrivanje napak poteka
ročni ali avtomatski pregled kode, zahtevanih specifikacij in ostalih projektnih
dokumentov. Statična analiza skuša najti napake in pomanjkljivosti v kodi
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ter prepoznati potencialno zlonamerno kodo. Za začetek statičnega testiranja
ni potrebno čakati na celoten razvoj kode ali sistema, saj lahko preizkuševalci
pričnejo s pregledovanjem kode, specifikacij, preizkusnih primerov ali katerih koli
drugih elementov, ki so takrat na voljo [23]. V avtomobilski industriji se statična
analiza še posebej osredotoča na skladnost napisane kode z MISRA pravili [24]
in načeli dobrega kodiranja [20].
Za razliko od statične potrebuje dinamična analiza za testiranje izvršljivo
kodo. Pri tem ni nujno, da je razvit celotni sistem, temveč so dovolj
samo posamezni delčki. Delovanje se preverja s pomočjo primerjave izhoda
testnega objekta in pričakovanega izhoda, glede na znane vhodne parametre
[23]. Posamezne metode dinamične analize so bolj podrobno predstavljene v
naslednjem poglavju z ozirom na V-model zasnove sistema.
V tabeli 3.1 so zajete glavne značilnosti posamezne analize, kar zagotavlja
dober pregled nad razlikami in njunimi prednostmi ter slabostmi [23].
Tabela 3.1: Prednosti in slabosti statične ter dinamične analize
Statična analiza Dinamična analiza
Izvršljiva koda ni potrebna Potrebni vsaj delčki izvršljive kode
Poteka v zgodnji fazi razvoja Poteka po razvoju izvršljive kode
Namenjena preprečevanju napak Namenjena iskanju in odpravljanju napak
Poda oceno kode in dokumentacije Izpostavi napake in ozka grla sistema
Vključuje kontrolni seznam in postopek Vključuje preizkusne primere za izvedbo
Stroški iskanja pomanjkljivosti in Večji stroški z odpravljanjem napak
njihovega odpravljanja so manǰsi
3.3.2 Glede na V-model
Medtem ko načrtovanje sistema, prikazanega na levi strani V-modela 3.1, poteka
od najvǐsje do najnižje točke abstrakcije (od zbiranja zahtevanih funkcionalnosti
do razvoja modulov), pa testiranje poteka ravno v obratni smeri. Prične se
z analizo najmanǰsih enot in nadaljuje vse do preverjanja delovanja celotnega
sistema oziroma zahtevane funkcionalnosti [20].
Testiranje se prične s preverjanjem vsake vrstice kode in analizo delovanja na
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posameznih objektih (npr. razredih, funkcijah). Takšno preverjanje se imenuje
testiranje modulov (ang. unit testing), njegov namen pa je razkriti težave v
izvorni kodi izvršljivih enot. Pravilno delovanje objekta je preverjeno s primerjavo
odziva testiranega objekta glede na predhodno določene vhodne in pripadajoče
izhodne parametre.
Naslednja stopnja se imenuje testiranje komponent (ang. component testing)
ali integracijsko testiranje (ang. integration testing). Njen namen je preizkusiti
delovanje povezav med kodo znotraj posamezne komponente. Pri postopku
testiranja se uporabljajo tako imenovani štrclji (ang. stubs), ki nadomestijo še
ne razvito kodo ali simulirajo delovno okolje komponente. Preizkusi komponent
se osredotočajo na interakcijo med štrclji in testirano komponento ter preverjajo,
ali je struktura in obnašanje vmesnikov izvedena pravilno.
Po uspešno prestanem preizkusu komponent sledi njihovo povezovanje v
sistem in testiranje sistema (ang. system testing) kot celote. Osredotoča se na
preverjanje delovanja sistema znotraj zahtevanih specifikacij. Mednje štejemo
preverjanje funkcionalnosti, povezljivost z drugimi sistemi, meje zmogljivosti
delovanja, stopnjevanost, delovanje sistema pod obremenitvijo, zanesljivost in
regulativnost ter skladnost. Faza testiranja sistema je prva, v kateri je možno
določiti ustrezno delovanje sistema glede na zadane specifikacije. Na eni strani
spada faza testiranja sistema med najučinkoviteǰse načine testiranja, po drugi
pa med najbolj dolgotrajne in cenovno potratne. Odkrivanje napak v tej
fazi testiranja pogosto pomeni spremembo več komponent in njihovo ponovno
testiranje.
Faza funkcijskega testiranja (ang. functional testing) se osredotoča na
preverjanje delovanja funkcionalnosti v sistemu. Pogosto se imenuje tudi faza
testiranja črne škatle (ang. black box testing), saj za namen preverjanja ni
potrebno znanje o notranji zgradbi sistema. Specifikacije oziroma način testiranja
pa so v tej fazi podani v tekstovni obliki in zajemajo opis dejanj oziroma postopek
izvedbe potrebnih korakov ter njihov pričakovan rezultat. Kljub temu gre za zelo
intenzivno fazo testiranja, ki mora biti mnogokrat opravljena ročno in zahteva
napredno opremo. Z njo izvorni izdelovalci opreme pogosto testirajo varnostno-
kritične sisteme, kjer je potrebno poustvariti primerno testno okolje in opazovati
odziv sistema. V primeru neuspešnih testov se zaradi velikega števila medsebojno
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povezanih elementov ponavadi le s težavo najde dejanski problem. Zaradi tega
je faza funkcijskega testiranja opravljena šele po uspešno opravljenih ostalih
preizkusih in je bolj kot preverjanju same zasnove sistema namenjena vrednotenju
njegove celotne funkcionalnosti [20].
Pomanjkljivost V-modela se nahaja predvsem v odsotnosti povratnih
informacij v zgodnjih fazah razvoja. Neodkrite napake se tako prenašajo
skozi celoten razvojni cikel, nove funkcionalnosti in spremembe pa so lahko
vključene le na račun velikih dodatnih izdatkov. V projekt pravzaprav vnašajo
veliko škodljivih posledic, od velikih projektnih tveganj do ogrožanja celotnega
sistema [22]. Zaradi vse večje kompleksnosti avtomobilskega električnega sistema
se izvorni izdelovalci opreme čedalje bolj usmerjajo na koncept iterativnega
testiranja. Pri tem je funkcionalnost vozila razdeljena na več plasti, od osnovnih
do napredneǰsih funkcionalnosti. Za testiranje se uporabljajo zgoraj naštete
metode, začenši s testiranjem zagona elektronike in komunikacijskih omrežij ter
izvajanjem diagnostike, temu pa sledi preizkus napredneǰsih funkcionalnosti, kot
so recimo nadzor osvetlitve, krmiljenja in zaviranja [20].
3.3.3 Praktične metode testiranj
V preteklosti so se za analizo avtomobilskih sistemov uporabljali testni
avtomobili, na katerih so se izvajali testi “cestne uporabe” na namenskih stezah.
Če je avtomobil opravil vse preizkuse, je bilo testiranj konec. Z naraščanjem
obsega funkcionalnosti avtomobilskih sistemov pa narašča tudi čas od začetka
razvoja do prve izvedbe elektronske krmilne enote, celotnega povezanega sistema
in s tem testnega avtomobila. Zaradi stroškov, povezanih s časom odkritja napak,
se mora zato v procesu razvoja avtomobilskega sistema testiranje opraviti čim
prej. V ta namen so bili razviti številni načini za simulacijo delov ali celotnih
elektronskih krmilnih naprav in testna okolja, v katerih je mogoče izvajati različne
analize.
V zadnjih letih na priljubljenosti pridobivajo predvsem razvojni procesi,
ki temeljijo na modelnih tehnologijah. Programska orodja, kot so
MATLAB/Simulink, Statemate in LabView, omogočajo delo z zveznimi signali in
dogodki ter prinašajo številne prednosti v modelni razvoj avtomobilskih sistemov.
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Grafični modeli so tako pogosto del specifikacij, saj ponazarjajo zahtevano
funkcionalnost na izvedljiv in pregleden način. Današnja tehnologija podpira
razvoj modelov na visoki ravni in njihovo uporabo v naprednih simulacijah.
Razvoj in testiranje, ki temelji na modelih, pa omogoča njihovo analizo brez
fizičnih komponent strojne opreme in v zgodnjih fazah razvoja, ko je odpravljanje
napak še relativno poceni. Analiza na ravni modelov se imenuje model v
zanki (ang. model-in-the-loop, kraǰse MIL) in preverja delovanje zahtevane
funkcionalnosti na visoki ravni abstrakcije [25].
Naslednja stopnja abstrakcije elektronske krmilne naprave, vgrajenega sistema
in virtualnega okolja se imenuje sistem v zanki (ang. system-in-the-loop, kraǰse
SIL). Uporablja se predvsem za analizo vgrajenih sistemov v simuliranih okoljih.
Na tej stopnji sta tako strojna oprema, na kateri se izvaja vgrajeni sistem, kot
tudi okolje, ki zagotavlja zunanje signale, popolnoma simulirana in se običajno
izvajata na isti napravi. To pomeni, da na sistem še ni priključenih zunanjih
mehanskih ali hidravličnih komponent, tipal ali sprožil. Zaradi virtualnega okolja
pa prav tako še ni zahtevana realno-časovna izvedljivost sistemov [25].
S prilagoditvijo delovanja sistema na ciljni mikrokrmilnik se nov možen
način analize imenuje procesor v zanki (ang. processor-in-the-loop, kraǰse PIL).
Sistem je v tej točki preveden v izvršljivo datoteko in prilagojen izvajanju na
izbrani strojni opremi. Testiranje je podobno kot pri sistemu v zanki, vendar
se tu programska oprema izvaja na ciljnem mikrokrmilniku ali namenskem
posnemovalniku (emulatorju). Testiranja s procesorjem v zanki so pomembna,
saj razkrijejo napake, povezane s prevajalniki, povezovalniki in uporabljeno
arhitekturo procesorja. Predstavljajo zadnjo točko testiranj pred uporabo
kompleksne strojne opreme in testnih okolij, zato sta dodatno porabljeni čas
in trud skoraj vedno upravičena [25].
Analiza strojne opreme v zanki (ang. hardware-in-the-loop, kraǰse HIL)
vključuje izvrševanje sistema oziroma programske opreme na dejanski elektronski
krmilni enoti. Kljub temu pa je zunanje okolje, v katerem sistem deluje, še
vedno simulirano. Virtualno okolje in elektronska krmilna enota sta medsebojno
povezani z digitalnimi in analognimi vhodno/izhodnimi enotami. Namen
omenjenega testiranja je odkrivanje funkcionalnih napak in težav, povezanih z
vhodno/izhodnimi enotami ter strojno opremo [22, 25]. Z naprednimi orodji in
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simulatorji okolja je mogoče elektronsko krmilno enoto testirati pod ekstremnimi
okoljskimi pogoji, kot so na primer povǐsana temperatura, tlak in vlažnost. Brez
nevarnosti za človeka ali testna vozila pa se lahko preizkusi delovanje enote tudi
v izrednih voznih razmerah (npr. odziv elektronskega programa stabilnosti na
zaledeneli površini). Prav tako lahko testi prikažejo odziv elektronske krmilne
enote pod vplivom staranja ali odklopa zunanjih komponent (tipal, sprožil,
komunikacijskih omrežij) in v primeru pojava naključnih signalov na omrežjih ali
ostalih vhodnih enotah [22]. Zaradi tesne prepletenosti elektronske krmilne enote
in virtualnega okolja je za pravilno izvedbo analize zahtevano realno-časovno
izvajanje simulacijskega okolja [25].
Kljub vsem naštetim metodam analize, z različnimi stopnjami abstrakcije
strojne opreme in zunanjega okolja, pa nobena ne more prikazati dejanskega
odziva elektronske krmilne enote v povezanem sistemu in v realnih voznih
okolǐsčinah. Pred dokončno potrditvijo opravljenih testiranj in uporabo v
avtomobilih mora elektronska krmilna enota zato prestati še preizkus z realnimi
zunanjimi vplivi in v povezavi s celotnim sistemom avtomobila. Na koncu pa za
elektronsko krmilno enoto še vedno ne moremo trditi, da je popolnoma varna.
Pomanjkljivo testiranje in prisotnost človeških napak vodi do nepredvidenih
okolǐsčin in v skrajnih primerih celo do smrtnih žrtev [26].
4 Uporaba in razhroščevanje
AUTOSAR sistemov
4.1 Uporabljena programska orodja
Z razvojem programskih orodij, uporabljenih pri opravljanju nalog, opisanih v
AUTOSAR metodologiji, se ukvarjajo številna svetovna podjetja in organizacije.
Na voljo so tako brezplačna kot profesionalna orodja, ki se med seboj delijo
predvsem glede na namen uporabe. Glede na funkcionalnost in število zajetih
korakov v metodologiji se orodja delijo v štiri glavne kategorije [27]:
 orodja za modeliranje sistemske in aplikacijske programske opreme ter
generiranje opisa nastavitve sistema,
 orodja za razvoj in generiranje aplikacijskih programskih komponent ter
ustvarjanje izvlečka elektronske krmilne naprave,
 orodja za nastavitev in generiranje osnovne programske opreme ter
ustvarjanja opisa nastavitve elektronske krmilne enote in
 orodja za generiranje izvajalnega okolja in z njim povezanih datotek.
Večina programskih orodij, namenjenih razvoju AUTOSAR sistemov, je
podana v [27] in [28], skupaj z njihovimi podrobneǰsimi opisi in področji uporabe.
Še posebej podrobno so orodja opisana in kategorizirana v magistrski nalogi [27],
ki lahko bralcu služi kot izhodǐsče za izbiro cenovno ugodnih orodij glede na
njegove specifične zahteve. V podjetju smo se zaradi preteklega sodelovanja
odločili za uporabo orodij podjetja Vector [29], ki ima na področju razvoja rešitev,
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namenjenih avtomobilski elektroniki, že več kot 30 let izkušenj. Podjetje se
ukvarja z izdelavo programskih orodij in strojne opreme, namenjenih razvoju,
analizi, simulaciji ter diagnostiki AUTOSAR sistemov in omrežnih tehnologij,
uporabljenih pri povezovanju elektronskih krmilnih enot. Orodja, ki jih v podjetju
uporabljamo za razvoj in analizo AUTOSAR sistemov, se imenujejo DaVinci
Developer [30], DaVinci Configurator Pro [31] in CANoe [32].
DaVinci Developer se uporablja pri razvoju aplikacijskih programskih
komponent. Z uporabo grafičnega vmesnika omogoča enostavno in hitro
definiranje novih programskih komponent ter njihovo ročno ali samodejno
medsebojno povezovanje. Z nekaj preprostimi kliki so določena tudi njihova
vrata in uporabljeni vmesniki, skupaj s komunikacijskimi modeli, vrsto zahtevanih
podatkov ter drugimi potrebnimi specifikacijami, kot so na primer začetne
vrednosti in časovne omejitve prenosa. Orodje omogoča vstavljanje novih
izvršljivih enot in njihovih prožilnih dogodkov za začetek izvajanja ter definiranje
skupnih virov. Zaradi lažjega ravnanja z večjimi sistemi prav tako omogoča
združevanje posameznih programskih komponent v sestavljene komponente in
neopazno delitev sistema za sočasno delo večje skupine razvojnikov [30].
DaVinci Configurator Pro je namenjen nastavitvi, preverjanju in generiranju
kode osnovne programske opreme in izvajalnega okolja posamezne elektronske
krmilne enote. Nastavitev je lahko ročna ali samodejna. Ta se opravi na
podlagi opisa sistema, ki ga izda izdelovalec izvorne opreme, in diagnostičnih
storitev. Orodje vsebuje prilagojene in priročne uporabnǐske vmesnike za
popolno nastavitev celotnega sistema, od komunikacije, pomnilnika, diagnostike,
operacijskega sistema pa vse do nastavitev najmanǰsih podrobnosti, povezanih
z mikrokrmilnikom. Omogoča enostavno integracijo modulov različnih
proizvajalcev, skupaj s samodejno prilagoditvijo potrebnih parametrov nastavitve
in praktičnimi nasveti za odpravljanje zaznanih napak [31].
CANoe je programsko orodje za razvoj, preizkušanje in analizo različnih
omrežij celotnega sistema ali posameznih elektronskih krmilnih enot. Omogoča
prikaz vseh aktivnosti na omrežjih, kot so izmenjana sporočila in okviri napak.
Vsebuje pripomočke za grafično prikazovanje vrednosti sporočil in spremljanje
uporabnih statističnih podatkov, kot so na primer obremenitve vodil v vozlǐsčih,
stanja priključenih naprav in števci napak. Za zmanǰsevanje količine zajetih
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podatkov ima vgrajene nastavljive filtre, ki zajamejo le izbrane dogodke. Prav
tako orodje vsebuje generator signalov in sporočil za stimulacijo priključenih
omrežij. Programsko orodje je sposobno simulirati celotno mrežo elektronskih
krmilnih naprav, vključno z vsemi operacijskimi sistemi. Takšna funkcionalnost
je uporabna predvsem v zgodnjih fazah razvoja, ko dejanske strojne opreme še
ni na voljo, razvojniki pa že želijo pričeti s svojim delom [32].
Podjetje Vector implementacijo osnovne programske opreme in izvajalnega
okolja imenuje MICROSAR. Ta zajema MICROSAR osnovne programske module
in MICROSAR izvajalno okolje, ki pokrivajo vse standarde AUTOSAR Classic
platforme ter vsebujejo nekaj uporabnih razširitev. Na voljo so implementacije
kode, ki izpolnjujejo zahteve AUTOSAR standardov 3.x in 4.x. Običajno je
MICROSAR koda, skupaj z ustrezno dokumentacijo in začetnimi navodili, kupcu
dostavljena v tako imenovanem integriranem paketu programske opreme (ang.
Software Integration Package). S pomočjo podrobnega vprašalnika je njena
nastavitev predhodno prilagojena glede na specifične zahteve, delovanje celotnega
sistema pa temeljito preizkušeno. S tem je zagotovljen hiter in enostaven začetek
uporabe ter nadaljnji razvoj aplikacijske programske opreme [33]. Imenika
dostavljenega integriranega paketa programske opreme in začetnega projekta sta
prikazana na sliki 4.1, vsi dostavljeni moduli pa v dodatku A.
4.2 Osnovni demonstracijski sistem
Za bolǰse razumevanje standardov in delovanja samega AUTOSAR sistema
oziroma njegove MICROSAR implementacije je bil na začetku razvit enostaven
primer sistema, ki vključuje le najnujneǰse module. Prav tako zajema le eno
samo osnovno programsko komponento s ciklično izvršljivo enoto, ki se izvede
vsakih 10 ms, in dodatno izvršljivo enoto, ki ob začetku izvajanja poskrbi za
inicializacijo (uvodne nastavitve). Uvedba takšne programske komponente v
programu DaVinci Developer je nadvse preprosta in zahteva le nekaj nastavljivih
parametrov, kot je to prikazano na sliki 4.2. Celoten postopek dodajanja je opisan
v podpoglavju o dodajanju programskih komponent B, kjer je prikazano tudi
umeščanje izvršljivih enot po opravilih z uporabo orodja DaVinci Configurator
Pro. Akoravno predstavljeni primer na prvi pogled izgleda preprost, pa se v
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Slika 4.1: Imenik integriranega paketa osnovne programske opreme (levo) in
začetnega projekta (desno)
ozadju skriva kar nekaj podrobnosti, na katere je potrebno še posebej paziti.
Najpomembneǰsi paket osnovne programske opreme je MICROSAR OS. Gre
za predkupni večopravilni realno-časovni vgrajeni sistem (ang. pre-emptive
real-time multitasking operating system) s posebej optimiziranimi lastnostmi za
uporabo na mikrokrmilnikih. Implementacija upošteva vse zahteve AUTOSAR
OS standarda, dodatno pa vključuje tudi funkcije za spremljanje časa in zaščito
pomnilnika. Moduli, zajeti v paketu, predstavljajo “srce” sistema in skrbijo
za časovno razvrščanje opravil ter upravljanje z nekaterimi prekinitvami. Poleg
tega skrbijo za upravljanje s časovnikom, zaščito pomnilnika, preverjanje skladov,
izmenjavo podatkov med jedri in različnimi sinhronizacijskimi mehanizmi. Glede
na zahteve standardov morajo biti vsa opravila definirana pred prevajanjem, zato
vgrajeni sistem med samim delovanjem ne podpira dinamičnega ustvarjanja novih
opravil. Zaradi istega razloga prav tako ne podpira dinamičnega upravljanja s
pomnilnikom. Nastavitvene in izvorne datoteke operacijskega sistema in aplikacij
se običajno prevedejo in povežejo v eno skupno izvedljivo datoteko, ki se naloži
v trajni pomnilnik mikrokrmilnika. Pri tem MICROSAR OS podpira različne
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Slika 4.2: Enostavna programska komponenta osnovnega demonstracijskega
sistema
družine mikrokrmilnikov številnih proizvajalcev v povezavi z več prevajalniki. Na
voljo so paketi vgrajenih sistemov za vse pomembneǰse arhitekture v avtomobilski
industriji: TriCore Aurix, PowerPC, ARM in RH850. Te so uporabljene s strani
različnih proizvajalcev, kot so na primer Infineon, NXP, XILINX in Renesas
[34, 35].
Drugi najpomembneǰsi dostavljeni paket je MICROSAR RTE [36]. Kot
že omenjeno v poglavju izvajalnega okolja 2.3.4, ta proži izvajanja izvršljivih
enot in realizira vmesnike virtualnega funkcijskega vodila. S tem omogoča
komunikacijo med programskimi komponentami in deluje kot posrednik za dostop
do osnovne programske opreme, vključno z operacijskim sistemom in zunanjimi
komunikacijskimi storitvami ter kompleksnimi gonilniki naprav.
Poleg operacijskega sistema in izvajalnega okolja projekt vključuje še nekatere
druge, vendar nič manj pomembne module, ki vsebujejo potrebno nastavitev
osnovne programske opreme in parametre, povezane z mikrokrmilnikom. Vsi
moduli so prikazani na sliki 4.3, pri tem pa sta izpostavljena predvsem modula
BswM [37] in EcuM [38].
BswM (ang. Basic Software Mode Manager) je modul za izvajanje dejanj,
povezanih z zahtevami s strani vozila in aplikacij. Modul torej izvaja zahteve,
posredovane s strani aplikacijskih programskih komponent in ostalih programskih
komponent, ki se nahajajo v osnovni programski opremi. S funkcionalnega
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vidika je BswM odgovoren za postavitev osnovne programske opreme v način,
ki zagotavlja pravilno izvajanje in izpolnjevanje funkcionalnih zahtev. V praksi
to pomeni, da se po izdani zahtevi ovrednotijo preprosta pravila, sestavljena iz
logičnih izrazov, glede na rezultat pa se izvede niz želenih dejanj, podanih v
nastavitvi [37, 39].
Drugi pomembneǰsi modul je EcuM (ang. ECU State Manager), ki skrbi
za inicializacijo osnovne programske opreme, potrebne za zagon operacijskega
sistema in upravljanje s stanji elektronske krmilne enote. To zajema pripravo
mikrokrmilnika na fazo spanja in naslednje bujenje, njegov izklop ali ponovni
zagon in upravljanje z vsemi dogodki, namenjenimi bujenju (npr. stražnim
časovnikom) [38].
Slika 4.3: Uporabljeni moduli osnovnega demonstracijskega sistema
4.3 Razvojna plošča
Za izvajanje vseh sistemov, od minimalnega delujočega do kompleksneǰsih, ki
so predstavljeni kasneje, je bila izbrana razvojna plošča ITTC399 [40]. Ta
je bila razvita v podjetju in zajema mikrokrmilnik TC399XE [41] podjetja
Infineon. Mikrokrmilnik vsebuje šest identičnih jeder, ki temeljijo na TriCore
arhitekturi in dosegajo takt ure do 300 MHz. Vsakemu jedru je namenjeno nekaj
sto kibibajtov delovnega pomnilnika (ang. Random Access Memory – RAM),
hitreǰsemu izvajanju pa sta namenjena še ukazni (32 KiB) in podatkovni (16 KiB)
predpomnilnik. Dodatno je na voljo še 16 MiB skupnega bliskovnega pomnilnika
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(ang. flash memory), v katerega se običajno shrani izvršljiva datoteka, in 768 KiB
delovnega pomnilnika, namenjenega deljenim podatkom. Mikrokrmilnik vsebuje
še oddajnik in sprejemnik (ang. transceiver) za omrežje CAN, medtem ko je
fizični vmesnik za pretvarjanje signalov na omrežnih povezavah vgrajen na sami
razvojni plošči. Za povezavo z razhroščevalnim orodjem je namenjen priključek
z 22 nožicami, ki omogoča opravljanje tako osnovnih razhroščevalnih funkcij
(ustavitev procesorskih jeder, postavitev prekinitvenih točk, izvedbo ukaza . . . )
kot tudi snemanje delovanja izvajanja (ang. tracing).
Za razhroščevanje in analizo sistemov je bila razvojna plošča priključena
na orodje iSYSTEM BlueBox [42], ki deluje v povezavi z enotnim razvojnim
orodjem (ang. IDE) winIDEA [43]. Obe orodji izdeluje podjetje iSYSTEM in
sta plod dolgoletnih izkušenj razhroščevanja sistemov s področij avtomobilske,
letalske in medicinske industrije. Programsko orodje winIDEA preko strojne
opreme iSYSTEM Bluebox uporabniku omogoča natančen vpogled v delovanje
priključenega mikrokrmilnika. To vključuje dostop do vseh registrov posameznega
procesorskega jedra in vgrajene skupne periferije ter podporo sledenja vsakemu
izvedenemu ukazu.
4.4 Snemanje delovanja
Snemanje delovanja (ang. tracing) vključuje shranjevanje dogodkov, ki so
opremljeni s časovnimi žigi, in njihovo rekonstrukcijo v natančen potek delovanja.
Med dogodke štejemo tako nižje-nivojske (klic, skok, povratek ali razvejitev v
strojni kodi) in vǐsje-nivojske (klic in povratek funkcije) procese v sami kodi kot
tudi dogodke, povezane s periferijo (npr. vpis/branje spremenljivke iz pomnilnika
ali začetek/konec DMA prenosa) in omrežnimi storitvami (npr. pošiljanje/prejem
CAN sporočil). Generiranje in pridobivanje dogodkov lahko poteka na tri različne
načine: programsko, strojno in hibridno.
Pri programskem zajemanju delovanja so dogodki ustvarjeni s pomočjo kode
programa (implementirani s strani razvojnika) in začasno shranjeni v notranjem
delovnem pomnilniku mikrokrmilnika. Ob ustreznem času, na primer cikličnem
časovnem razporedu, pa se ti prenesejo preko obstoječe omrežne povezave (npr.
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CAN ali Ethernet povezave). Prednost omenjenega načina zajemanja je v
tem, da ne potrebuje namenskih razhroščevalnih orodij ali povezav. Slabosti
implementirane kode pa se odražajo v dodatni porabi virov mikrokrmilnika (npr.
urinih ciklih in velikostjo pomnilnika), omejenem številu sledljivih dogodkov,
dodatni obremenitvi omrežnih povezav in omejenem času zajema. Strojno
zajemanje po drugi strani zahteva dodatno periferijo, vgrajeno v mikrokrmilnik,
ki skrbi za samodejno generiranje sporočil ob enem izmed zgoraj naštetih
dogodkov, in njihovo shrambo ali takoǰsnje posredovanje preko namenskih
povezav. Tako z uvedbo dodatne tehnologije ter s tem povezanih stroškov
rešuje slabosti programskega zajemanja. Hibridno zajemanje je kompromis med
programskim in strojnim zajemanjem, prednosti in slabosti posameznega načina
pa so podane v skupni tabeli 4.1.
Tabela 4.1: Prednosti in slabosti načinov snemanja delovanja
Prednosti Slabosti
Programsko Ne potrebuje Dodatna poraba virov
namenskih razhroščevalnih Omejeno število dogodkov
orodij ali povezav Obremenitev omrežnih povezav
Omejen čas zajema
Strojno Brez dodatne porabe virov Potrebna so
“Neomejeno” število sledljivih dogodkov namenska orodja
Dalǰsi čas zajema in povezave
Napredni primeri uporabe
(prikazani kasneje)
Hibridno Majhna dodatna poraba virov Majhna dodatna poraba virov
Vǐsje število sledljivih dogodkov Potrebna so namenska orodja
Dalǰsi čas zajema
Vsi zgoraj napisani načini zajema so namenjeni preučevanju obnašanja
sistema v času delovanja. Za razliko od klasičnega statičnega načina
razhroščevanja uporabljeni postopki zajema ne ustavljajo delovanja
mikrokrmilnika in ne vplivajo na njegovo izvajanje, zato lahko ta deluje
znotraj podanih realno-časovnih zahtev. Za analizo sistemov se naloga
osredotoča na način strojnega zajemanja sporočil, ki omogoča najhitreǰse in
največje možno število zajetih dogodkov. V praksi to pomeni vzpostavitev
namenske povezave med orodjem iSYSTEM BlueBox in Aurora GigaBit Trace
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vmesnikom mikrokrmilnika ter ustrezno nastavitvijo potrebne periferije. V
nadaljevanju so opisane tehnike sledenja dogodkov, njihovi praktični primeri
uporabe pa so podani v poglavjih o analizi izdelanega osnovnega sistema, začenši
z analizo njegovega zagona 4.5.
4.4.1 Snemanje programskega toka
Snemanje programskega toka (ang. program flow trace) zabeleži vse ukaze,
ki pri izvajanju programa nakazujejo odstop od njegove klasične poti, kot
sta na primer klic in povratek funkcije. To pomeni, da je po rekonstrukciji
shranjenih podatkov možno prikazati celotno pot izvajanja aplikacije v času
beleženja dogodkov (snemanja). Spada med najbolj pogoste načine odpravljanja
kompleksnih napak s pomočjo zajemanja delovanja, uporabljen pa je lahko tudi za
določanje značilnosti nekaterih sledljivih objektov. Najpogosteje se ga uporablja
v povezavi s proženjem pri vstopu in izstopu iz funkcije, s čimer se omeji število
zajetih podatkov, saj so v nasprotnem primeru današnji večjedrni mikrokrmilniki
sposobni generirati nekaj gigabitov podatkov v sekundi, kar zlahka preobremeni
namenske povezave ali uporabljeno strojno opremo.
4.4.2 Snemanje podatkov
Snemanje podatkov (ang. data trace) beleži kakršen koli dostop do pomnilnika,
najsi gre za vpisovanje ali branje spremenljivke, registra ali katerega koli
drugega naslova. Najpogosteje v času beleženja tehnika nadzoruje vsebino
želenih globalnih spremenljivk in njihove vrednosti posreduje zunanjemu
orodju za nadaljnjo analizo. Pri tem je potrebno paziti, da se opazovane
spremenljivke ne nahajajo v predpomnilniku jedra, saj dostopi vanj niso
nadzorovani. Mikrokrmilniki imajo lahko, glede na arhitekturo, vgrajene
nastavljive primerjalnike ali filtre, s katerimi je beleženje dostopov omejeno na
točno določen naslov (npr. spremenljivko) ali celotno pomnilnǐsko področje.
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4.4.3 Instrumentacijsko snemanje podatkov
Poleg osnovnega sledenja programskemu toku ali podatkom so v uporabi še
tehnike, ki dopolnjujejo njune pomanjkljivosti. Tako je pogosto uporabljeno
instrumentacijsko snemanje podatkov (ang. instrumented data trace), s katerim
je zagotovljeno beleženje vseh želenih objektov. Uporabljena tehnika v aplikacijo
doda instrumentacijo, ki želene informacije zapǐse v namenske spremenljivke, te
pa se nato prenesejo z uporabo tehnike sledenja podatkom. Instrumentacija
je omejena s pokritjem izvajanja. Če program nikoli ne doseže določene
točke izvajanja, potem instrumentacija na tej točki ne zbira nobenih podatkov.
Dodajanje instrumentacije pa lahko dramatično podalǰsa čas izvedbe, kar omeji
njeno uporabo na kontekst za odpravljanje napak. Poleg urinih ciklov pa
instrumentacija porabi še dodatni prostor bliskovnega pomnilnika za shranjevanje
instrumentacijske kode in delovnega pomnilnika za zahtevane spremenljivke.
4.5 Zagon osnovnega sistema
Analiza zagona osnovnega sistema, predstavljenega v poglavju 4.2, je potekala
z uporabo sledenja programskemu toku. Kot že omenjeno, tehnika zagotavlja
največje možno število podatkov o izvajanju sistema. Ustrezna rekonstrukcija
zajetih podatkov omogoča prikaz izvajanja vseh funkcij v sledljivem časovnem
zaporedju ter vseh prekinitev, ki se medtem pojavijo. Primer snemanja
programskega toka in strnjena rekonstrukcija začetka izvajanja osnovnega sistema
je prikazan na sliki 4.4.
Na začetku zagona se opravi globalna inicializacija primarnega jedra, kar
vključuje nastavitev registra kazalca sklada in potrebnih spremenljivk. Primarno
jedro izvede inicializacijo potrebne periferije in zagon ostalih jeder v sistemu.
Ob klicu aplikacijskega programskega vmesnika Os Init se izvrši nastavitev
registrov kazalcev skladov ostalih jeder in nastavitev uporabljenih prekinitev
ter sinhronizacijskih ovir. Zatem se izvede nastavitev elektronske krmilne
enote (ECUM Init), ki poskrbi za inicializacijo pomnilnika vseh uporabljenih
AUTOSAR modulov, vhodno-izhodnih enot in upravljalnikov energije, vnovične
nastavitve ter urinih signalov. Na koncu (Start OS) se izvede še zagon celotnega
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Slika 4.4: Snemanje programskega toka (levo) in strnjena rekonstrukcija začetka
izvajanja osnovnega demonstracijskega sistema
operacijskega sistema, skupaj z vsemi uporabljenimi jedri mikrokrmilnika in
njihovo časovno ter podatkovno sinhronizacijo. Proces vključuje še inicializacijo
časovnega razporejevalnika (ang. scheduler), opravil, alarmov in prekinitev ter
ostale osnovne programske opreme in izvajalnega okolja.
Po začetni nastavitvi parametrov in periferije se delovanje sistema v splošnem
omeji na izvajanje funkcij izvršljivih enot ter nalog, povezanih z upravljanjem
stanja elektronske krmilne enote in zahtevami s strani vozila ali aplikacij. Redno
se v sistemu izvajajo tudi operacije za sinhronizacijo časovnih okvirjev med
različnimi moduli. Ker osnovni sistem ne vsebuje napredneǰsih funkcionalnosti za
zaustavitev delovanja mikrokrmilnika med neaktivnostjo (spanja), se periodično
izvaja tudi privzeto opravilo z najnižjo prioriteto. To vseskozi zahteva le ponovno
razvrščanje drugega opravila in s tem svojo časovno rezino prepušča drugim
pomembneǰsim nalogam.
4.6 ORTI
V primeru zajema programskega toka je večjedrni mikrokrmilnik zmožen
generirati nekaj gigabitov podatkov v sekundi. Ti zlahka preobremenijo namenske
povezave med mikrokrmilnikom in razhroščevalnim orodjem, prekoračijo njegov
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medpomnilnik ali pa preprosto ustvarijo preveč nepotrebnih informacij. Za
analizo delovanja AUTOSAR sistemov kot celote je zato običajno uporabljena
tehnika sledenja podatkom, skupaj z vmesnikom OSEK izvajalnega okolja (ang.
OSEK Run Time Interface, kraǰse ORTI) [44]. V času pisanja naloge, razen
začetnih preizkusnih sistemov, še ne obstaja produkcijska implementacija noveǰsih
različic standardov AUTOSAR, v katerih bo ORTI nadomeščen s standardom
ARTI. ORTI tako zaenkrat še vedno ostaja najpogosteje uporabljeni vmesnik za
razhroščevanje AUTOSAR sistemov.
ORTI deluje kot univerzalni vmesnik med razhroščevalnimi orodji in
operacijskim sistemom OSEK. Namenskim orodjem omogoča ocenjevanje in
prikaz informacij, stanj in učinkovitosti operacijskega sistema ter ponazoritev
njegovih elementov (npr. opravil). Podatki o nastavitvi OSEK operacijskega
sistema, opravil in drugih objektov so pridobljeni ob njihovem generiranju s
strani sistemskega generatorja. Ta je priložen vsaki sistemski implementaciji
in povezuje informacije o nastavitvah z zglavnimi datotekami. Datoteka ORTI
(običajno .orti ali .ort) orodjem posreduje vse potrebne informacije, vključno s
podatki o nastavitvah, interno kodo in podatkovnimi naslovi za tako imenovano
ozaveščenost o operacijskem sistemu [44].
Informacije o nastavitvah so do priprave nove različice programske opreme
statične in se med razhroščevanjem ne spreminjajo. Poleg statičnih datoteka
ORTI vsebuje tudi dinamične informacije, ki so zapisane v obliki formul. Te
nudijo dostop do ustreznih dinamičnih vrednosti v sistemu in so običajno
sestavljene iz konstant, računskih operacij in imen simbolov (spremenljivk).
Naloga razhroščevalnega orodja je, da iz sistema prebere vrednosti spremenljivk,
oceni oziroma izračuna podano formulo in rezultat prikaže na uporabniku
prijazneǰsi način. Najpogosteje je to kar v obliki besedila, zlasti za prikazovanje
imen in stanj opravil ter drugih sorodnih elementov. V primeru nekega opravila
tako lahko razhroščevalno orodje za trenutno stanje opravila namesto številske
vrednosti prikaže: V izvajanju, Čakanje na izvajanje, Pripravljen na izvajanje ali
Ustavitev [44].
Pravzaprav za preslikovanje med vrednostjo v operacijskem sistemu in opisno
obliko poskrbi jezik, imenovan KOIL (ang. Kernel Object Interface Language).
ORTI torej uporablja KOIL kot sredstvo za posredovanje informacij objektov
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operacijskega sistema razhroščevalnemu orodju, poleg tega pa določa tudi številna
semantična pravila standardnih objektov, značilnih za OSEK operacijski sistem.
S tem je preslikovanje vrednosti neodvisno od uporabljenega OSEK operacijskega
sistema, saj razvijalcem omogoča vpeljavo novih objektov in prikaz na različnih
razhroščevalnih orodjih [44].
Za generiranje ORTI datoteke je potrebno v programskem orodju DaVinci
Configurator Pro aktivirati ustrezno nastavitev. Koraki celotnega postopka si
sledijo:
1. Odpiranje urejevalnega okna Basic Editor.
2. V modulu Os navigiranje do podkategorij OsOS in OSDebug.
3. Pod ORTI Debug Support izbira možnosti ORTI 23 ADDITIONAL.
4. Vnovično generiranje modula OS in ponovno prevajanje ter povezovanje
celotnega projekta.
ORTI 23 ADDITIONAL je dodatek k standardu ORTI in podpira
razhroščevanje večjedrnih sistemov. Če ta ni na voljo ali ni potreben, se
lahko izbere možnost ORTI 22 ADDITIONAL. Izbiri s pripono ADDITIONAL
ustvarita nekaj dodatnih korakov med delovanjem sistema, vendar poleg
standardnih objektov vključujeta še analizo skladov opravil. Ustvarjena ORTI
datoteka je na voljo v korenskem imeniku pod Appl\GenData in vsebuje vse
objekte, ki so uporabljeni v operacijskem sistemu. Razhroščevalno orodje
je potrebno nastaviti tako, da beleži spremenljivke, ki jih operacijski sistem
uporablja za signaliziranje trenutnega opravila, prekinitve ali storitve. V ta
namen je potrebno iz datoteke ORTI izvleči ustrezne spremenljivke, kar se lahko
stori ročno ali avtomatsko s pomočjo orodja winIDEA.
V primeru zajema opravil (RUNNINGTASK) datoteka ORTI vsebuje vsa
imena predhodno definiranih opravil ter njihovih simbolov. Podana imena opravil
se uporabijo za prikaz v razhroščevalnem orodju na uporabniku prijazneǰsi način,
naslovi simbolov pa določajo vrednosti za primerjavo z opazovano spremenljivko
operacijskega sistema, v kateri je zabeleženo trenutno izvajano opravilo. Praktični
primer prvih treh opravil iz osnovnega demonstracijskega primera je podan v
izseku kode 4.1.
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1 TOTRACE ENUM ”void *” [
2 ”De fau l t App l In i t Task ” = ”&OsCfg Trace Defau l t Appl In i t Task ” ,
3 ”Default Appl Task ” = ”&OsCfg Trace Default Appl Task ” ,
4 ”Default BSW Async Task” = ”&OsCfg Trace Default BSW Async Task ” ,
5 . . .
6 ] RUNNINGTASK [ ] ;
Izsek kode 4.1: Prikazana imena in simboli prvih treh opravil osnovnega sistema
V objektu posameznega opravila so podane podrobneǰse informacije o
njegovi nastavitvi ter delovanju. S spremljanjem podanih spremenljivk lahko
razhroščevalno orodje natančneje določi stanje sistema, ko se izbrano opravilo
izvaja. V primeru, podanem v izseku kode 4.2, lahko razhroščevalno orodje določi
podrobneǰse informacije o prioriteti, skladu in načinu razvrščanja za opravilo,
imenovano “Default Appl Init Task”.
1 TASK Defau l t App l In i t Task {
2 PRIORITY = ”OsCfg Task Default Appl Init Task Dyn . P r i o r i t y ” ;
3 STACK = ”&OsCfg Stack OsCore Core0 Task Prio45 ” ;
4 vs Schedu le = ”NON” ;
5 . . .
6 } ;
Izsek kode 4.2: Objekt opravila z njegovimi podrobneǰsimi informacijami
Več informacij o sami nastavitvi in delovanju sistema je na voljo v objektu
OS, ki predstavlja operacijski sistem OSEK. Za razliko od ostalih objektov je
v posamezni ORTI datoteki lahko definiran zgolj en OS objekt. V primeru,
podanem v izseku kode 4.3, ta zajema število vseh mikroprocesorskih jeder, ki
so na voljo v sistemu, in določa, kako bolj podrobno oceniti trenutno izvajano
opravilo ter njegovo prioriteto oziroma prekinitev ali storitev. Za beleženje
naštetih dogodkov je potrebno v večjedrnih sistemih za vsako izmed njih izluščiti
ustrezne spremenljivke, namenjene sledenju. V danem primeru pa so ti zabeleženi
le za mikroprocesorsko jedro z indeksom 0.
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1 OS TC39x {
2 vs SMP NUMCPU = ”6” ;
3 RUNNINGTASK[ 0 ] = ”OsCfg Trace OsCore Core0 Dyn . CurrentTask ” ;
4 RUNNINGTASKPRIORITY[ 0 ] = ”OsCfg Scheduler OsCore Core0 Dyn . Cur r entPr i o r i ty ” ;
5 RUNNINGISR2 [ 0 ] = ”OsCfg Trace OsCore Core0 Dyn . Current I s r ” ;
6 SERVICETRACE[ 0 ] = ”OsCfg Trace OsCore Core0 Dyn . Ort iCur rentSe rv i c e Id ” ;
7 . . .
8 } ;
Izsek kode 4.3: Izsek objekta OS
Z znanimi imeni simbolov, ki določajo lokacije pomembnih sistemskih
informacij v pomnilniku, se lahko osnovna analiza sistema opravlja s pomočjo
statičnega načina razhroščevanja. Ta predstavlja vsiljivo razhroščevanje z
zaustavljanjem delovanja mikrokrmilnika za čas branja podatkov ali do izvedbe
naslednjega ukaza. V času nedelovanja pa lahko razhroščevalno orodje preko
namenske povezave pridobi stanje celotnega sistema (registre, sklade in podatke
v pomnilniku). Z uporabo izvornih podatkov in povezav med objekti, definiranih
v datoteki ORTI, lahko razvojni inženir natančno določi trenutno stanje sistema,
kot je to za primer trnutno izvajanega opravila prikazano na sliki 4.5 zgoraj.
Ista informacija je na sliki 4.5 spodaj pridobljena samodejno z uporabo okna OS,
ki je namenjeno razhroščevanju različnih operacijskih sistemov in je vgrajeno v
orodje winIDEA. V danem primeru je kot operacijski sistem izbran AUTOSAR
v povezavi z ORTI opisno datoteko. Nastavitev orodja za njeno uporabo poteka
po naslednjih korakih:
1. V orodju winIDEA izbira zavihka “Debug” in “Configure Session...” ter
nato “Application” in “OS”.
2. Pod tipom operacijskega sistema izbira možnosti AUTOSAR.
3. Nastavitev operacijskega sistema z izbiro ORTI opisne datoteke in
usmerjanje do v preǰsnjem postopku generirane datoteke.
Kot že omenjeno, klasični način razhroščevanja vsebuje veliko pomankljivost,
saj ne zadosti realno časovnim zahtevam operacijskega sistema. Datoteka
ORTI je lahko zato v orodju winIDEA uporabljena tudi za snemanje delovanja
AUTOSAR sistema in kasneǰso analizo zajetih podatkov. Ta se navadno
osredotoča predvsem na spremljanje izvajanja različnih opravil, prekinitev in
storitev. V datoteki so zato pomembni zlasti trije opisi standardnih OSEK
objektov: RUNNINGTASK, RUNNINGISR2 in SERVICETRACE. Z uporabo
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Slika 4.5: Primer določanja trenutno izvajanega opravila ročno (zgoraj) ali z
uporabo v winIDEA okolju vgrajenega okna OS (spodaj)
tehnike sledenja podatkom in beleženjem vrednosti spremenljivk, ki se nahajajo
na naslovih simbolov, definiranih v datoteki ORTI, lahko orodja rekonstruirajo
delovanje sistema v realnih razmerah. Na sliki 4.6 je prikazan primer delovanja
sistema z uporabo sledenja in beleženja naslovov v pomnilniku, s katerimi
operacijski sistem signalizira tekoče opravilo, prekinitev ali storitev. Zraven je
zajeta tudi statistika za opravilo Default Appl Task. Njegova povprečna perioda
izvajanja znaša približno 10 milisekund, kar je v skladu z izvajanjem njegove edine
ciklične izvršljive enote. Nastavitev strojne opreme in periferije mikrokrmilnika,
za beleženje manǰsega števila pomnilnǐskih naslovov (v danem primeru gre za
tri naslove), opravi programsko orodje samodejno z uporabo informacij, ki so na
voljo v datoteki ORTI.
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Slika 4.6: Primer snemanja delovanja sistema z beleženjem spremenljivk in
statistika za opravilo Default Appl Task
4.7 Zajem stanj opravil
Snemanje samo trenutno izvajanega opravila običajno ne zadostuje, saj prihaja
zaradi njihovega velikega števila do pogostih preklopov med konteksti. Pri iskanju
napak časovne razvrstljivosti opravil so zato za razvojnega inženirja še kako
pomembna tudi njihova stanja. Ta na primer nakazujejo razliko med opravilom,
katerega izvajanje je bilo načrtno prekinjeno, in med tistim, ki je preostanek
svojega časa prepustilo drugemu. Formula za določitev stanj opravil je prav tako
definirana v datoteki ORTI. Ovrednotenje stanj je podobno za vsa opravila, v
konkretnem primeru pa se za opravilo Default Appl Init Task stanje določi po
metodi, podani v izseku kode 4.4.
STATE = ”OsCfg Core OsCore Core0 Status Dyn . OsState == 2 ?
( OsCfg Trace OsCore Core0 Dyn . CurrentTask ==
&OsCfg Trace Defau l t Appl In i t Task ?
0 : OsCfg Task Default Appl Init Task Dyn . State
) : 0xFF” ;
Izsek kode 4.4: Formula za določitev stanj opravila Default Appl Init Task
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Stanje opravila je v danem primeru določeno približno takole: če se
na izbranem mikroprocesorskem jedru trenutno izvaja AUTOSAR operacijski
sistem (OsState == 2) in je trenutno izvajano opravilo Default Appl Init Task
(CurrentTask == &OsCfg. . . ), potem je njegovo stanje “V izvajanju” (0). V
nasprotnem primeru se njegovo aktualno stanje določi iz spremenljivke “State”
ali pa je neznano (0xFF).
Za analizo stanj opravil je tako potrebno zajeti opravilo, ki ga posamezno
mikroprocesorsko jedro trenutno izvaja, in spremenljivke stanj (State) vseh
ostalih definiranih opravil. AUTOSAR sistem namreč ne spremeni spremenljivke
stanja posameznega opravila med “Pripravljen na izvajanje” in “V izvajanju”,
ustrezno pa zabeleži vsa preostala stanja (npr. “Čakanje na izvajanje”). Za
zajem dostopov do vseh spremenljivk je potrebno ustrezno nastaviti tudi strojno
opremo mikrokrmilnika. Zaradi omejenega števila primerjalnikov (običajno 8–16)
je v večini primerov potrebno spremljati večje področje v pomnilniku, ki vsebuje
tudi ostale spremenljivke sistema ter s tem vpliva na količino zajetih podatkov.
Nastavitev periferije za zajem želenega območja pomnilnika s primerjalniki
je opravljena z uporabo orodja winIDEA in je odvisna od uporabljenega
mikrokrmilnika, končna analiza aktualnih zajetih podatkov pa je prikazana na
sliki 4.7.
Slika 4.7: Primer zajema spremenljivk stanj in trenutno izvajanega opravila z
uporabo datoteke ORTI
4.8 Zajem izvršljivih enot 59
4.8 Zajem izvršljivih enot
V AUTOSAR sistemih se lahko znotraj posameznega opravila nahaja več
izvršljivih enot. Zaradi tega tudi snemanje opravil in vseh njihovih stanj ne
zadosti popolnoma vsem željam in ne prikazuje celotne slike delovanja sistema.
S stalǐsča razvojnega inženirja so podatki o izvršljivih enotah še kako pomembni,
saj so te tiste, ki opravljajo določeno funkcionalnost sistema, definirana opravila
pa jim le zagotavljajo kontekst za izvajanje.
Zajem izvršljivih enot znotraj ORTI datoteke ni podprt, saj so bile njene
specifikacije definirane mnogo pred nastankom AUTOSAR združenja. Prav tako
sistem samostojno ne označuje začetka oziroma konca izvršljive enote z dostopom
do katere izmed spremenljivk. Snemanje in analiza izvršljivih enot je tako v
primeru povsem neinvazivnega delovanja možna le z uporabo sledenja celotnemu
programskemu toku in obdelavo zajetih podatkov z namenskimi analizatorji.
Z analizo izvedenih ukazov lahko razhroščevalno orodje določi obseg izvajanja
izvršljivih enot ter jih na časovni osi prikaže skupaj s pripadajočimi opravili.
Orodje winIDEA v ta namen uporablja lastno iSYSTEM Profiler XML datoteko,
ki razširi delovanje ORTI datoteke in je namenjena napredneǰsi analizi AUTOSAR
sistemov.
Za lažje generiranje potrebnih datotek analizatorja je poleg izdaje winIDEA
programja priložena tudi izvršljiva datoteka iTCHi (ang. iSYSTEM Trace
Configuration Helper - iTCHi). Ta za nastavitev uporablja preprosto JSON
datoteko, v kateri uporabnik definira želene lastnosti. V primeru zajema
izvršljivih enot s sledenjem programskem toku je potrebno v njej definirati
osnovno ORTI datoteko in opazovane izvršljive enote. Na njeni podlagi z uporabo
ukaza, ki je prikazan v vrstici 1 izseka kode 4.5, iTCHi generira potrebne datoteke
analizatorja. V njih se nahajajo formule za analizo opravil in njihovih stanj ter
način zajema in naslovi izvršljivih enot, kot je to prikazano v vrsticah 3–13.
Primarna datoteka analizatorja je v orodju winIDEA uporabljena podobno kot
datoteka ORTI, le da je tu namesto nje pri nastavitvi izbrana datoteka XML.
Rezultat takšnega zajema in analize je prikazan na sliki 4.8.
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1 .\ i t c h i - bin . exe - - t a s k s t a t e c omp l ex exp r e s s i on - - runnable program f low
2
3 <TypeEnum>
4 <Name>TypeEnum RunnableMapping ProgramFlow</Name>
5 <Enum>
6 <Name>Star tAppl i cat ion Cyc l i c10ms</Name>
7 <Value>&amp ; Star tAppl i cat ion Cyc l i c10ms</Value>
8 </Enum>
9 <Enum>
10 <Name>S t a r tApp l i c a t i on In i t </Name>
11 <Value>&amp ; S t a r tApp l i c a t i on In i t </Value>
12 </Enum>
13 </TypeEnum>
Izsek kode 4.5: Ukaz za generiranje datotek analizatorja (vrstica 1) in primer
nastavitev za zajem izvršljivih enot (vrstice 3–13)
Slika 4.8: Primer zajema izvršljivih enot s tehniko sledenja programskemu toku
in uporabo iSYSTEM Profiler XML datoteke
4.9 Časovne kljuke
Zaradi pomanjkljivosti datoteke ORTI v izvorni obliki se podjetja, ki
implementirajo kodo AUTOSAR sistemov, trudijo razvojnikom razhroščevanje
olaǰsati na različne načine. Podjetje Vector je tako v implementacijo kode osnovne
programske opreme dodalo tako imenovane časovne kljuke (ang. Timing Hooks).
Gre za preproste makroje, ki so definirani na ključnih mestih znotraj operacijskega
sistema in razvojnikom omogočajo njihovo lastno implementacijo. Uporabljeni
so lahko za signaliziranje aktivacije in preklopov med konteksti opravil in
prekinitvami ter zaseženja prekinitev, cikličnih zapor ali ostalih sistemskih virov
[34]. Zaradi dodanih ukazov se takšen način zajema uvršča med instrumentacijsko
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snemanje podatkov 4.4.3. Ker pa je implementacija makrojev, razen nekaj
posebnosti, povsem odvisna od razvojnika, se ti lahko uporabijo tudi za drugačne
namene. Z njihovo pomočjo se lahko na primer za mikrokrmilnike, ki ne podpirajo
tehnike sledenja podatkom, uvede hibridni način zajema.
Funkcionalnost časovnih kljuk se aktivira v orodju DaVinci Configurator Pro
in zajema naslednje korake:
1. Odpiranje urejevalnega okna Basic Editor.
2. V modulu Os navigiranje do podkategorij OsOS in OSDebug.
3. V sekciji Timing Hooks Include Header dodajanje vzglavne datoteke.
4. Vnovično generiranje modula operacijskega sistema.
Po aktivaciji časovnih kljuk je potrebno v korenskem imeniku projekta
Appl\GenData ustvariti zglavno datoteko, ki vsebuje lastno implementacijo kode
uporabljenih makrojev. Ta mora biti poimenovana z istim imenom, kot je
bilo definirano v tretjem koraku postopka. Za sledenje podatkom je potrebno
dodati tudi izvorno podatkovnico (ang. source file), ki vsebuje spremenljivke za
zajemanje, in jo vključiti v proces gradnje sistema. Pri tem je potrebno paziti,
da se spremenljivka ne nahaja v predpomnilniku saj morajo biti za sledenje vsi
izvedeni dostopi “vidni” periferiji za zajem.
V primeru, podrobneje opisanem v naslednjih odstavkih, je bila za zajem
osnovnih informacij v sistem dodana le ena spremenljivka. V njej so shranjeni
različni podatki, ki so odvisni od uporabljenega makroja. Vpeljava ene same
spremenljivke je izvedena zaradi varčevanja z viri mikrokrmilnika in strojne
opreme za sledenje. Na drugi strani pa dodatna manipulacija podatkov pomeni
izgubo nekaj urinih ciklov mikroprocesorskega časa. Pri tem je potrebno vedeti
tudi, da MICROSAR OS izrecno ne razlikuje med opravili in prekinitvami, obe
vrsti pa sta zajeti pod skupnim pojmom niti. Le tako je lahko v sistemu
za snemanje vseh opravil in prekinitev uporabljena samo ena spremenljivka in
skupna časovna kljuka.
Prvi uporabljeni makro OS VTH SCHEDULE, podrobneje prikazanem v
izseku kode 4.6, se v operacijskem sistemu nahaja na točkah, ki signalizirajo
spremembo konteksta niti. To vključuje zaznavo sprememb, ko je trenutna nit
prekinjena, končana ali pa preide v stanje čakanja, medtem pa se nova nit začne
62 Uporaba in razhroščevanje AUTOSAR sistemov
izvajati [34]. Za razvojnika je informacija o stanju stare niti enako pomembna kot
obvestilo o identifikaciji nove. Za signalizacijo sta zato v implementaciji makroja
izvedena dva vpisa do globalne spremenljivke sistema.
1 #de f i n e OS VTH SCHEDULE(FromThreadId , FromThreadReason , ToThreadId ,\
2 ToThreadReason , Ca l l e rCore Id ) \
3 { \
4 i s y s t em t r a c e = MASKCORE( Cal l e rCore Id ) | \
5 MASK STATE(FromThreadReason ) | \
6 MASKTHREAD(FromThreadId ) ; \
7 i s y s t em t r a c e = MASKCORE( Cal l e rCore Id ) | \
8 MASK STATE(STATE RUNNING) | \
9 MASKTHREAD(ToThreadId ) ; \
10 }
Izsek kode 4.6: Razširitev makroja OS VTH SCHEDULE, ki signalizira
spremembo konteksta niti.
Izsek kode 4.7 prikazuje drugi uporabljeni makro OS VTH ACTIVATION,
ki je uporabljen za signalizacijo aktivacije niti. Makro vključuje informacije
o ciljnem in izvornem mikroprocesorskem jedru, ki je pomembna v primeru
večjedrne aplikacije [34].
1 #de f i n e OS VTH ACTIVATION(TaskId , DestCoreId , Ca l l e rCore Id ) \
2 { \
3 i s y s t em t r a c e = MASKCORE( DestCoreId ) | \
4 MASK STATE(STATENEW) | \
5 MASKTHREAD(TaskId ) ; \
6 }
Izsek kode 4.7: Razširitev makroja OS VTH ACTIVATION, ki signalizira
aktivacijo niti.
Potrebna je še ena časovna kljuka, podana v izseku kode 4.8, ki označuje
pojav dogodka za čakajočo nit. Skupaj z dogodkom je signalizirana tudi potrebna
sprememba stanja niti v “Pripravljen na izvajanje”.
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1 #de f i n e OS VTH SETEVENT(TaskId , EventMask , StateChanged , \
2 DestCoreId , Ca l l e rCore Id ) \
3 { \
4 i f ( StateChanged ) \
5 { \
6 i s y s t em t r a c e = MASKCORE( DestCoreId ) | \
7 MASK STATE(STATE READY) | \
8 MASKTHREAD(TaskId ) ; \
9 } \
10 }
Izsek kode 4.8: Makro OS VTH SETEVENT, ki označuje pojav dogodka za
čakajočo nit.
Dodatno definirani makroji, zajeti v izseku kode 4.9, poskrbijo za maskiranje
informacij, da se vsi našteti podatki odrazijo v enem samem zapisu v
spremenljivko.
1 #de f i n e MASKCORE( CoreId ) ( (0xFF & CoreId ) << 24)
2 #de f i n e MASK STATE( State Id ) ( (0xFF & State Id ) << 16)
3 #de f i n e MASKTHREAD(ThreadId ) (0xFFFF & ThreadId )
4 #de f i n e STATENEW (11)
5 #de f i n e STATE RUNNING (12)
6 #de f i n e STATE READY (16)
Izsek kode 4.9: Definirani makroji za maskiranje informacij
Datoteke analizatorja so generirane na podlagi vzglavne in nastavitvene JSON
datoteke, z uporabo iTCHi izvršljivega računalnǐskega programa ter ukazne
vrstice: “.\itchi-bin.exe −−task state instrumentation”. Pri tem je potrebno
ustrezno nastaviti tudi strojno opremo za zajem definirane spremenljivke
(isystem trace). Analiza sistema, prikazana na sliki 4.9, je podobna kot v
primeru zajema izvršljivih enot s snemanjem programskega toka, le da je tu zaradi
zmanǰsane količine potrebnih podatkov dopustna uporaba manj zmogljive strojne
opreme za zajem.
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Slika 4.9: Primer zajema stanj opravil z uporabo časovnih kljuk
4.10 Snemanje navideznega funkcijskega vodila
Podobno kot v primeru časovnih kljuk se v MICROSAR kodi na bistvenih mestih
nahajajo kljuke za signaliziranje začetkov in koncev izvršljivih enot. Omenjeni
mehanizem, poleg sledenja celotnemu programskemu toku, predstavlja dodaten
način, namenjen analizi izvršljih enot. Z uvedeno instrumentacijo navideznega
funkcijskega vodila pa je mogoče slediti tudi interakciji med posameznimi
programskimi komponentami. Pri tem je tako dodatno na voljo sledenje
pošiljateljem in prejemnikom signalov, ki potujejo preko AUTOSAR izvajalnega
okolja, ter ostalih dogodkov, ki so podrobneje opisani v [45].
V nadaljevanju je opisan način aktivacije omenjenih kljuk in generiranje
praznih makrojev s pomočjo programskega orodja DaVinci Developer. Kljuke
so zapolnjene z instrumentacijsko kodo, ki beleži dogodke, povezane z
izvršljivimi enotami. Ti uporabljajo le eno globalno spremenljivko, ki je
zunanjemu razhroščevalnemu orodju dostopna preko načina sledenja podatkom.
Funkcionalnost je potrebno v programskemu orodju vključiti ročno in zajema
naslednje korake:
1. V gradniku Runtime System odpiranje nastavitev Runtime System General.
2. Razširjanje zavihka RTE in izbira možnosti VFB Tracing.
3. Vklop sledenja navideznega funkcijskega vodila Enable VFB Tracing.
4. Uporaba pomočnika za uvoz funkcij Import VFB Trace Functions Assistant.
5. Izbira možnosti RTE hook file in ohranitev privzete nastavitve.
6. Uvoz vseh ali samo izbranih funkcij sledenja.
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7. Za sledenje specifične izvršljive enote izbira makroja, ki se ujema z vzorcem
Rte Runnable <SWC> <Runnable> [Return|Start].
8. Zaključevanje pomočnika. Izbrane izvršljive enote so prikazane v oknu VFB
Trace Functions.
9. Vnovično generiranje modula operacijskega sistema (OS) in izvajalnega
okolja (RTE).
V naslednjem koraku je potrebno implementirati kodo izbranih kljuk.
Kot pomoč pri izvedbi koraka orodje DaVinci Developer ponuja možnost
avtomatskega ustvarjanja praznih kljuk za sledenje, ki jih je nato potrebno le
še zapolniti z ustrezno instrumentacijsko kodo. Ukaz, ki v imeniku GenData
ustvari datoteko VFBTraceHooks <ECU name>.cin s prazno izvedbo za vsako
izbrano časovno kljuko, se glasi:
.\DVCfgCmd -p ” Pro j e c t . dpa” -m /MICROSAR/Rte - g - - genArg=”Rte : - g h
V primeru osnovnega demonstracijskega primera generirana datoteka za
ciklično izvršljivo enoto, ki se izvaja vsakih 10 ms, vsebuje implementacijo kljuke
po vzorcu, vidnem v izseku kode 4.10.
1 # i f ! de f i ned ( Rte Runnab l e S ta r tApp l i ca t i on Sta r tApp l i ca t i on Cyc l i c10ms Sta r t )
2 FUNC( void , RTE APPL CODE)
Rte Runnab l e S ta r tApp l i ca t i on Sta r tApp l i ca t i on Cyc l i c10ms Sta r t ( void )
3 {
4 // Trace hook implementation f o r S ta r tApp l i c a t i on Cyc l i c 10ms Sta r t
5 }
6 # end i f
Izsek kode 4.10: Vzorec implementacije časovne kljuke za 10 ms ciklično izvršljivo
enoto
Pri implementaciji kljuk je potrebno za vsak sledljivi dogodek določiti
edinstveno pozitivno celo število. Število 0 pa je običajno uporabljeno za
signaliziranje izhoda in se uporablja v vseh povratnih klicih. Za aplikacijo, ki se
izvaja na več jedrih sistema, je poleg identifikacijskega števila dogodka v globalno
spremenljivko zapisano tudi število trenutnega jedra. Primer implementacije
kode za signaliziranje začetka (vrstica 4) in konca (vrstica 10) 10 ms ciklične
izvršljive enote se nahaja v izseku kode 4.12. Ta vsebuje tudi identifikacijo
jedra, ki je na TriCore mikrokrmilnikih pridobljena z uporabo ukaza “Move From
Core Register” (mfcr) in “Core Identification” registra, katerega vrednost se v
dotičnem mikrokrmilniku nahaja na naslovu 0xFE1C [46]. Za ostale arhitekture
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pa je potrebno ukaz ustrezno prilagoditi. isystem trace runnable je globalna
spremenljivka, ki je namenjena sledenju in mora biti definirana na začetku
datoteke s kljukami kot 32-bitno celo število.
i s y s t em t ra c e runnab l e = <runnable id> | ( mfc r (< co r e id >) << 24) ;
Izsek kode 4.11: Vzorec za zapisovanje sledljivih dogodkov v globalno
spremenljivko
1 #i f ! de f i ned ( Rte Runnab l e Sta r tApp l i ca t i on Sta r tApp l i ca t i on Cyc l i c10ms Sta r )
2 FUNC( void , RTE APPL CODE)
Rte Runnab l e S ta r tApp l i ca t i on Sta r tApp l i ca t i on Cyc l i c10ms Sta r t ( void )
3 {
4 i s y s t em t ra c e runnab l e = 0x8003 | ( mfc r (0xFE1C) << 24) ;
5 }
6
7 #i f ! de f i ned ( Rte Runnab le Star tApp l i ca t ion Star tApp l i ca t ion Cyc l i c10ms Return )
8 FUNC( void , RTE APPL CODE)
Rte Runnab le Star tApp l i ca t ion Star tApp l i ca t ion Cyc l i c10ms Return ( void )
9 {
10 i s y s t em t ra c e runnab l e = 0 | ( mfc r (0xFE1C) << 24) ;
11 }
Izsek kode 4.12: Primer implementacije kode za signaliziranje začetka (vrstica 4)
in konca (vrstica 10) 10 ms ciklične izvršljive enote
Za več izvršilnih enot je implementacija kode identična, le da ima vsaka
izmed njih edinstveno identifikacijsko število. Preslikavo med identifikacijskimi
števili in imeni dogodkov je potrebno podati v XML datoteki nastavitve winIDEA
analizatorja, ki je nato uporabljena za ustrezen prikaz rekonstruiranih dogodkov
na časovni osi. Za analizo ciklične 10 ms izvršljive enote je primer nastavitvene
datoteke analizatorja podan v izseku kode 4.13, rekonstrukcija časovnega poteka
izvajanja pa na sliki 4.10.













13 <Pro f i l e r>
14 <Object>
15 <De f i n i t i on>AUTOSAR Runnable</De f i n i t i on>
16 <Level>Runnable</Level>
17 <Name>Runnables</Name>
18 <Descr ipt ion>Runnables</Descr ipt ion>
19 <Express ion>i s y s t em trace runnab l e </Express ion>









29 </P r o f i l e r>
30 </OperatingSystem>
Izsek kode 4.13: Primer nastavitvene datoteke analizatorja za analizo ciklične 10
ms izvršljive enote
Slika 4.10: Primer zajema izvršljivih enot s snemanjem navideznega funkcijskega
vodila
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4.11 Medsebojna povezava dveh AUTOSAR sistemov
Zgoraj opisani enostavni primer AUTOSAR sistema je služil kot osnova za
začetek spoznavanja njihovega delovanja in različnih načinov razhroščevanja. Kot
naslednji korak v učnem procesu smo si zadali cilj povezave dveh razvojnih plošč
in vzpostavitev njune medsebojne komunikacije. Postopek vključuje dodajanje
aplikacijske programske komponente posameznemu AUTOSAR sistemu, katere
koraki so podrobneje opisani v podpoglavju o dodajanju programskih komponent
B, in dodajanje signalov na komunikacijsko omrežje CAN, opisano v dodatku
C. Slednje se sicer običajno ne pojavlja v koraku aplikacijskega načrtovanja,
saj je celoten AUTOSAR sistem predhodno že popolnoma nastavljen s strani
dobaviteljev, vključno z vsemi signali, ki se bodo prenašali po komunikacijskih
omrežjih. Medsebojna povezava aplikacijskega dela oziroma programskih
komponent, ki sta v medsebojni povezavi, je prikazana na sliki 4.11.
Slika 4.11: Medsebojna povezava dveh AUTOSAR sistemov
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Sistema, ki se sicer izvajata na različnih razvojnih ploščah, sta si med
seboj po zgradbi zelo podobna. Glavna razlika se nahaja v komunikacijskem
modulu omrežja CAN, ki določa identifikacijska števila prejetih in oddanih
sporočil. V prikazanem primeru sta identifikacijski števili poslanega in prejetega
sporočila križno prepleteni, kot je to vidno na sliki 4.11, da se njuna podatka
posredujeta ustreznima programskima komponentama. Tudi sami programski
komponenti sta si sicer medsebojno precej podobni, predvsem kar se tiče njunih
osnovnih nastavitev. Obe vključujeta po eno podatkovno proženo izvršljivo
enoto, programska komponenta, ki se izvaja na prvi razvojni plošči (na sliki
označena z ECU1) pa dodatno vsebuje še eno ciklično izvršljivo enoto. Ta se
izvede vsako sekundo in po omrežju CAN pošlje sporočilo z vrednostjo trenutne
lokalne spremenljivke (sendVal), ki je definirana kot 8-bitno nepredznačeno število
(0–255). Sistem druge razvojne plošče prejme sporočilo in ga nespremenjenega
ponovno odda nazaj. Ko programska komponenta prve razvojne plošče prejme
sporočilo, preveri, ali se vrednost ujema s poslano in v nasprotnem primeru poveča
števec napak. Uporabljeni razvojni plošči sta skupaj z razhroščevalnimi orodji
vidni na sliki 4.13.
Izvršljivi enoti, ki se izvajata na elektronski krmilni enoti ECU1 in skrbita
za pošiljanje ter preverjanje vrednosti, sta podani v izseku kode 4.14. Pri
tem izvršljiva enota “StartApplication Cyclic1000ms” skrbi za ciklično pošiljanje
podatkov, izvršljiva enota “ROn CAN Receive” pa za preverjanje veljavnosti
prejetih sporočil. Izvršljiva enota na elektronski krmilni enoti ECU2 vsebuje na
las podobno programsko kodo, le da ta ob prejemu sporočila tega samo posreduje
nazaj. Detektirani sporočili prve in druge razvojne plošče, zajeti s pomočjo
programskega orodja CANoe, sta prikazani na sliki 4.12.
Slika 4.12: Detektirani sporočili na komunikacijskem omrežju CAN z uporabo
programskega orodja CANoe
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1 FUNC( void , StartApplication CODE ) Star tApp l i ca t ion Cyc l i c1000ms ( void )
2 {
3 /* ****************************************************************************
4 * << Star t o f runnable implementation >>
5 * Symbol : S tar tApp l i ca t ion Cyc l i c1000ms
6 **************************************************************************** */
7
8 s t a t i c u int8 sendVal = 0 ;
9
10 sendVal += 1 ;
11
12 // Write va lue to send in PIM (Per=In s tance Memory)
13 *Rte Pim COM TxSigValue0 ( ) = sendVal ;
14
15 // Send value
16 ( void ) Rte Write PiSignalCANOut DeSignalOut ( sendVal ) ;
17
18 /* ****************************************************************************




23 FUNC( void , StartApplication CODE ) ROn CAN Receive ( void )
24 {
25 /* ****************************************************************************
26 * << Star t o f runnable implementation >>
27 * Symbol : ROn CAN Receive
28 **************************************************************************** */
29
30 s t a t i c u int32 errNum = 0 ;
31 u int8 rxDataBuffer = 0 ;
32
33 // Read r e c e i v ed data
34 ( void ) Rte Read PiSignalCANIn DeSignalIn(&rxDataBuffer ) ;
35
36 // Check i f r e c e i v ed data i s equal to sent data






43 * << End o f runnable implementation >>
44 **************************************************************************** */
45 }
Izsek kode 4.14: Implementacija izvršljivih enot StartApplication Cyclic1000ms
in ROn CAN Receive
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Slika 4.13: Medsebojno povezani razvojni plošči ITTC399 in orodje za
razhroščevanje iSYSTEM BlueBox
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5 Zaključek
Na začetku naloge so bile predstavljene ideje, cilji, teoretična zgradba in
delovanje AUTOSAR sistemov, ki temeljijo na Classic platformi. Z načinom
od zgoraj navzdol je bil napravljen splošni pregled njihove sestave in pridobljeno
razumevanje o delovanju, ki ga potrebujemo za nadaljnjo podrobneǰso analizo. S
standardizacijo spodnjih slojev sistema (izvajalnega okolja in osnovne programske
opreme) je v večini primerov dosežena neodvisnost aplikacijskega sloja ter
posledično uporabljene strojne opreme, kar je eden izmed glavnih ciljev nastalega
združenja. Hkrati je s tem zagotovljen tudi lažji in hitreǰsi razvoj novih
funkcionalnosti ter njihov enostavneǰsi prenos med različnimi elektronskimi
krmilnimi enotami. To je pomembno za ustvarjanje sistemov, ki se lahko v
prihodnosti spreminjajo in rastejo, brez večje prenove trenutnega sistema. Ločitev
strojnega in programskega dela sistema lepo ponazarja slika 5.1.
Slika 5.1: Ločitev strojnega in programskega dela sistema
V naslednjem poglavju so bili predstavljeni načini razvoja in testiranj,
ki so danes najpogosteje uporabljeni pri izdelavi in preverjanju delovanja
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sistemov elektronskih krmilnih enot. Kljub nekaterim pomankljivostim je danes
za načrtovanje in preizkušanje sistemov še vedno najpogosteje uporabljen že
dobro uveljavljen V-model razvoja in testiranja. Njegov podrobneǰsi pregled
dopolnjujejo natančneǰsi opisi različnih načinov testiranj in njihovih praktičnih
metod. Na pomembnosti v zadnjem času pridobivajo predvsem metode, ki napake
odkrivajo v zgodnjih fazah razvoja in s tem zmanǰsujejo stroške in napore pri
odpravljanju težav.
Kot ponudnik razhroščevalnih orodij, namenjenih mikrokrmilnikom, lahko
svoje pripomočke in znanje ponudimo nekoliko kasneje, pri dinamični analizi
sistemov, ki za delovanje potrebujejo dejansko strojno opremo. Mednje tako
štejemo način analize, imenovan procesor v zanki, ki preizkuša delovanje na
ciljnem mikrokrmilniku, ter način strojne opreme v zanki, ki preverja izvrševanje
sistema na elektronski krmilni enoti. Z natančnim poznavanjem in razumevanjem
analize sistemov pa lahko svoja orodja še dodatno prilagodimo za enostavneǰso
in hitreǰso uporabo. V tem delu je bolj podrobno predstavljen tudi razvoj
AUTOSAR sistema, ki se zaradi svoje obsežnosti običajno razdeli na več
podizvajalcev. S tem sta zmanǰsana predvsem trud in potrebno predznanje
posameznega razvojnega inženirja za izdelavo skupnega sistema.
Na koncu so bila predstavljena še različna orodja in strojna oprema, ki
smo jih uporabljali pri izdelavi praktičnih primerov AUTOSAR sistemov ter
preizkušanju številnih vrst analiz (razhroščevanja). Vsaka izmed njih ima namreč
svoje prednosti in slabosti, ki so največkrat povezane s številom zajetih podatkov,
dodatno uvedeno instrumentacijsko kodo ali uporabljeno strojno opremo. Pri tem
se osnovno razhroščevanje največkrat uporablja za reševanje točno določenega
problema v programski opremi, snemanje delovanja pa za odpravljanje napak
celotnega sistema (npr. časovne razvrstljivosti opravil). Slednji nam tako preko
že definiranih standardov, kot je datoteka ORTI ali uporaba časovnih kljuk,
omogoča, da iz sistema izluščimo uporabne podatke za analizo.
Kot razvojnik na delovnem mestu sistemskega inženirja vgrajenih sistemov
sem z izdelavo magistrskega dela pridobil relevantno znanje o zgradbi, uporabi
in razhroščevanju AUTOSAR sistemov. Pridobljeno znanje mi bo nedvomno
koristilo v prihodnosti, ko se bo število takšnih sistemov ter z njimi povezanimi
primeri tehnične podpore le še povečevalo. Prav tako bo za preverjanje novih,
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kakor tudi že vgrajenih, funkcionalnosti v razhroščevalnem orodju winIDEA
potrebno izdelati različne interne testne primere sistemov glede na specifične
potrebe. Eden izmed teh bo v bližnji prihodnosti zagotovo povezan z analizo
sistemov z uporabo modula ARTI, katerega teoretični del je bil podrobneje
predstavljen v poglavju 2.5.
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Literatura




[Dostopano: 18. 05. 2020].
[2] R. N. Charette, “This Car Runs on Code.” Dosegljivo: https://
spectrum.ieee.org/transportation/systems/this-car-runs-on-code.
[Dostopano: 16. 08. 2020].
[3] AUTOSAR, “Spletna stran.” Dosegljivo: https://www.autosar.org.
[Dostopano: 12. 5. 2020].
[4] “Explanatory Document for usage of AUTOSAR RunTimeInterface,”
Pojasnjevalni dokument Classic Platform R19-11, AUTOSAR, 2019.
[5] C. Hammerschmidt, “Car designs on fast track.” Dosegljivo: https://www.
edn.com/car-designs-on-fast-track/. [Dostopano: 18. 05. 2020].
[6] O. Burkacky, G. Doll, D. Hepp in R. Stuetzle, “Mastering




[7] “Technical Overview,” Pojasnjevalni dokument R3.0 V2.2.1, AUTOSAR
GbR, 2008.
[8] “Classic Platform Release Overview,” Pojasnjevalni dokument Classic
Platform R19-11, AUTOSAR, 2019.
77
78 Literatura
[9] “Explanation of Adaptive Platform Design,” Pojasnjevalni dokument AP
Release 19-03, AUTOSAR, 2019.
[10] G. Rouleau, “Introduction to AUTOSAR.” Dosegljivo: https://blogs.
mathworks.com/simulink/2020/02/11/introduction-to-autosar.
[Dostopano: 12. 7. 2020].
[11] “Virtual Functional Bus,” Pojasnjevalni dokument CP Release 4.4.0,
AUTOSAR, 2018.
[12] “Layered Software Architecture,” Pojasnjevalni dokument Classic Platform
R19-11, AUTOSAR, 2019.
[13] “List of Basic Software Modules,” Pojasnjevalni dokument R3.1 V1.3.0,
AUTOSAR GbR, 2009.
[14] “Methodology,” Pojasnjevalni dokument Classic Platform R19-11,
AUTOSAR, 2019.
[15] OMG, “The OMG® Specifications Catalog.” Dosegljivo: https://www.
omg.org/spec/. [Dostopano: 27. 5. 2020].
[16] “Specification of AUTOSAR Run-Time Interface,” Specifikacijski dokument
Classic Platform R19-11, AUTOSAR, 2019.
[17] P. Gliwa in R. Dienstbeck, “A brief introduction to ARTI.” Dosegljivo:
https://www.asam.net/index.php?eID=dumpFile&t=f&f=2170&token=
9d44d5e5b39cdf6f60b4bab4e13df4eb9d80804f. [Dostopano: 27. 5. 2020].
[18] “Specification of Operating System,” Specifikacijski dokument Classic
Platform R19-11, AUTOSAR, 2019.
[19] “SDLC - V-Model.” Dosegljivo: https://www.tutorialspoint.com/sdlc/
sdlc_v_model.htm. [Dostopano: 27. 5. 2020].
[20] M. Staron, Automotive Software Architectures: An Introduction. Springer
Nature, 2017.
[21] “”V-Model: What Is It And How Do You Use It?.” Dosegljivo: https:
//airbrake.io/blog/sdlc/v-model. [Dostopano: 27. 5. 2020].
Literatura 79
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[23] “Difference Between Static Testing And Dynamic Testing.”
Dosegljivo: https://www.softwaretestingclass.com/
difference-between-static-testing-and-dynamic-testing/.
[Dostopano: 27. 5. 2020].
[24] “MISRA coding guidelines.” Dosegljivo: https://www.misra.org.uk/.
[Dostopano: 27. 5. 2020].
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86 Dostavljeni moduli MICROSAR integriranega paketa osnovne programske opreme
Slika A.1: Dostavljeni moduli MICROSAR integriranega paketa osnovne
programske opreme, ki ustrezajo standardu AUTOSAR 4.3 [33].
B Dodajanje programskih komponent v
AUTOSAR sistem
Dodajanja novih programskih komponent v AUTOSAR sistem poteka na začetku
s pomočjo programa DaVinci Developer, končne nastavitve pa v orodju DaVinci
Configurator Pro. Enostavna programska komponenta z eno izvršljivo enoto se
doda po naslednjih korakih:
1. Z desnim klikom na objekt “Application Component Types” in izbiro
možnosti “New Application Component Type” se odpre novo nastavitveno
okno, kjer se z izpolnjevanjem izbirnih polj določi osnovne nastavitve nove
programske komponente. Te vključujejo ime programske komponente, njen
tip in vrsto implementirane kode. V primeru, prikazanem na sliki B.1, gre za
aplikacijsko programsko komponento, imenovano “StartApplication”, njena
implementacija pa je v obliki izvorne kode.
2. V naslednjem koraku je potrebno določiti izvršljive enote, ki bodo
kasneje opravljale določeno funkcionalnost. V primeru s slike B.2 je v
programski komponenti definirana le ena sama izvršljiva enota z imenom
“StartApplication Init” in se izvede le enkrat ob samem začetku izvajanja
(inicializaciji). V posamezno programsko komponento je seveda mogoče
dodati več izvršljivih enot, z izbiro gumba “New”→“Runnable”, ter
njihovih prožilnih dogodkov.
3. Koraka, opisana zgoraj, zadostujeta za dodajanje nove enostavne
programske komponente ter začetek njenega izvajanja. Po potrebi pa se
lahko v posamezni programski komponenti določijo še komunikacijska vrata
in njihovi vmesniki, skupne spremenljivke ali pomnilnǐska mesta, ter ostale
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Slika B.1: Dodajanje nove programske komponente v orodju DaVinci Developer
Slika B.2: Določanje izvršljivih enot in njihovih prožilnih dogodkov
napredneǰse nastavitve.
4. Ena izmed prednosti uporabe programske opreme istega podjetja, v
tem primeru podjetja Vector, se odrazi v popolni sinhronizaciji med
uporabljenimi orodji. DaVinci Configurator Pro opravljeno spremembo
dodajanja programske komponente zazna takoj po shranjevanju projekta
in zahteva njegovo osveževanje. Vsako izmed dodanih izvršljivih enot je
potrebno umestiti v eno izmed opravil, ki ji zagotavlja kontekst za izvajanje.
Korak se opravi v programskem orodju DaVinci Configurator Pro v zavihku
“Runtime System”→“Task Mapping”. V primeru s slike B.3 je v dve
opravili razvrščenih več izvršljivih enot. V primeru, da se želi ob istem
trenutku izvršiti več izvršljivih enot, je njihov časovni potek (prioriteta)
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predpisan glede na njihovo mesto na seznamu.
Slika B.3: Razvrščanje izvršljivih enot po opravilih
5. Zatem je potrebno ponovno generiranje modulov AUTOSAR sistema, da
se opravljene spremembe odrazijo v posodobljeni izvorni kodi modulov.
Izvoziti je potrebno še predlogo programske komponente, kjer vsaka izmed
dodanih izvršljivih enot pridobi svojo funkcijo, kot je to prikazano na sliki
B.4. Znotraj te razvojnik implementira želeno funkcionalnost in na koncu
prevede ter poveže ustvarjene datoteke v izvršljivo datoteko.
Slika B.4: Primer ustvarjene funkcije za implementacijo funkcionalnosti izvršljive
enote
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C Dodajanje podatkovnih signalov na
serijsko vodilo CAN
Ob prejemu paketa integracijske programske opreme so vsi zahtevani signali že
združeni v okvirje oziroma sporočila in primerno nastavljeni za komunikacijsko
omrežje, ki ga uporabljajo (CAN, LIN . . . ). Dodajanje novih podatkovnih
signalov je zato nekoliko bolj zahtevno, saj naj bi to nalogo opravilo podjetje,
ki dostavi paket integracijske programske opreme (SIP), in ne razvojni inženir
aplikacijskega dela sistema. V nadaljevanju je zaradi želje po podrobneǰsem
poznavanju nekaterih postopkov vseeno prikazan način ustvarjanja novih sporočil
(okvirjev) in dodajanje posameznih podatkovnih signalov.
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1. V korenskem imeniku navigiranje do podimenika /Config/System,
odpiranje datoteke Communication.arxml z uporabo programskega orodja
podjetja Vector imenovanega “AUTOSAR System Description Network
Explorer” in odpiranje zavihka “Frames”, v katerem so predhodno že
določeni nekateri okvirji. Dodajanje novega poteka s pomočjo gumba
“Create Frame...” v orodni vrstici ali z uporabo desnega klika na že
obstoječem okvirju C.1.
2. Prikaže se novo okno za nastavitev okvirja, kjer je potrebno urediti
vrednosti glede na njegove specifične zahteve. Na sliki C.2 je prikazan
primer nastavitve okvirja z naslednjimi vrednostmi (označeno z rdečo
barvo): ime prikazanega okvirja je msg CAN Rx32bit, dolžine 4 bajtov,
z identifikacijsko oznako 291 v desetǐskem zapisu, pošiljatelj pa je zunanja
naprava, zato je potrebno odkljukati MyECU in ga hkrati uvrstiti med
prejemnike.
Preslikovanje na okvir poteka v sekciji PDU-Frame-Mapping, kjer je
potrebno izbrati gumb “Add New/Existing PDU” in uporabiti vrednost
“Signal-I-PDU” (na sliki C.2 označeno z zeleno).
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Slika C.1: Dodajanje novega okvirja na serijsko vodilo CAN
Slika C.2: Primer nastavitev okvirja in preslikovanje podatkovne enote na dodani
okvir
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3. V novem prikazanem oknu je potrebno urediti vrednosti nastavitve
podatkovne enote protokola medsebojnega delovanja (ang. Interaction
Layer Protocol Data Unit, kraǰse I-PDU). Ta je namenjena zbiranju
sporočil za prenos med vozlǐsči v omrežju. Na sliki C.3 je v rdeče
označenem delu prikazan primer nastavitve I-PDU z vrednostmi: ime
podatkovne enote IPDU CAN Rx16bit in dolžine 2 bajta. Na izbrani okvir
je mogoče preslikati več kot samo en I-PDU. Dodajanje novega signala
podatkovni enoti se izvrši v sekciji “Mapped Signals” s klikom na gumb
“Add New/Existing Signal” in izbiro “Signal” (na sliki označeno z zeleno).
Slika C.3: Primer nastavitve podatkovne enote in dodajanje novega signala
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4. V naslednjem koraku je potrebno nastaviti nastavitve na novo dodanega
signala. Pri tem je lahko na posamezni I-PDU preslikan več kot
samo en signal, omejitev pa predstavlja število nastavljenih bitov. Na
sliki C.4 je primer nastavitve enostavnega signala z vrednostmi: ime
Signal CAN Rx8bit in dolžine 8 bitov (1 bajta).
Slika C.4: Primer nastavitve signala, ki bo uporabljen za prenos podatkov.
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5. V sekciji “PDU-Frame-Mapping” (iz 3. koraka) je v zavihku “Frame
Configuration” sedaj lepo vidna preslikava signala v posamezni I-PDU in
njegova preslikava na izbrani okvir, kot je to prikazano na sliki C.5. Po
vizualnem pregledu je potrebno shraniti datoteko, da se spremembe nato
prikažejo v orodju DaVinci Configurator Pro.
S tem pa postopek dodajanja signalov še ni končan, saj so zgoraj opisani
koraki le dodali nov okvir, I-PDU in signal na vodilo CAN, ki pa ga je za
prenos podatkov potrebno dejansko uporabiti.
6. Projekt je potrebno v nadaljevanju odpreti z uporabo orodja DaVinci
Configurator Pro, v urejevalnem oknu “Basic Editor” izbrati “Com →
ComConfig → ComSignals” in dodati nov vsebovalnik “ComSignal” (na
sliki C.6 označeno z zeleno barvo). Tega je potrebno tudi dodatno nastaviti,
primer nastavitev pa je na sliki označen z rdečo barvo. V tem koraku je
nastavitev signala, opravljena v preǰsnjih korakih, povezana z nastavitvijo
signala v osnovni programski opremi.
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Slika C.5: Vizualna predstavitev preslikave želenega signala na podatkovno enoto
in te na okvir serijskega vodila CAN
Slika C.6: Ustvarjanje vsebnika “ComSignal” in primer nastavitev signala v
osnovni programski opremi
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7. Nadalje je potrebno dodati in nastaviti dve zbirki “EcucPduCollections”,
ki bosta uporabljeni kot povezava med vsebnikom Pdu modula COM in
vsebnikom okvirja na vodilu CAN. Primer ustvarjanja zbirk in njunih
nastavitev je prikazan na sliki C.7.
8. Vsebnike “EcucPduCollection”, ustvarjene v preǰsnjem koraku, je potrebno
tudi medsebojno povezati. V ta namen je potrebno ustvariti nov vsebnik
“PduRRoutingPath” in kot vir izbrati zbirko vsebnika okvirja ter kot cilj
zbirko vsebnika Pdu modula COM, kot je to prikazano na sliki C.8.
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Slika C.7: Primer ustvarjanja in nastavitve dveh zbirk, uporabljenih za povezavo
vsebnikov
Slika C.8: Primer povezovanja vsebnikov “EcucPduCollection” z uporabo
vsebnika “PduRRoutingPath”
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9. Potrebno je ustvariti še vsebnik IPdu modula COM ter ga povezati z
definiranim signalom in ustrezno “EcucPduCollection” zbirko. Ustvarjanje
vsebnika in primer njegove nastavitve je prikazan na sliki C.9.
10. Nazadnje je potrebno ustvariti vsebnik vmesnika CAN, v razdelku
“CanIf → CanIfInitCfg → CanIfRxPduCfgs”, ga primerno nastaviti in
povezati z ustrezno “EcucPduCollection” zbirko. Ustvarjanje vsebnika in
primer nastavitve je prikazan sliki C.10.
11. Novo ustvarjeni signal je sedaj možno izbrati pri nastavitvi vmesnika vrat
aplikacijskih programskih komponent.
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Slika C.9: Ustvarjanje vsebnika “COMIPdu” in primer njegove nastavitve
Slika C.10: Ustvarjanje vsebnika “CanIfRxPduCfg” in primer nastavitev
