This study is based on the Structured Process Model formalism previously proposed by the same authors, and describes some techniques for scheduling an execution plan which conforms to the chosen process but adapts to all the potential changes of value of specific variables of the project. The executive plan is generated by means of Incremental Refinements. Each increment is the consequence of one or more decisions taken by the manager.
INTRODUCTION
A growing volume of work in process modeling must be devoted to using the process model to support the management in planning and replanning during process execution, adapting the process to continuos changes in the execution context. More precisely, it should enable managers to cope with: control flow, sequencing and constraints on sequences, defining sequential processing and parallel processing, temporal aspects such as scheduling, resource constraints and allocation. These problems are analysed in [1] [2] [3] [4] .
The changes in execution context can be caused by variations in resources and needs. We mention here three significant categories of changes:
• the gradual collection and analysis of information about the current process quality or constraints may cause the project leader to decide to change the process model [5] . For example, software requirements definition procedures can be redesigned if instability of the application domain is revealed. This incremental definition or redefinition may be viewed as a change that extends or modifies an existing process model;
• dynamic evolution of the environment may bring about changes in the software development organisation [6] . Such changes may be caused, for example, by new tools introduced in the process, to support the software development staff or changes in the number or skills of staff appointed to the development;
• customisation of a software process model, in order to allow process agents to dynamically select the most effective solution for a given problem [7] . For example, the requirement definition procedures start with functions included in the application or with data managed by the application, depending on the characteristics of the software system to be developed or on software engineer's judgement. 4 All these considerations reveal the need to integrate project management and process management [8] [9] . This integration seems to be ignored in most current research [10] [4] .
This work provides the techniques for planning, coordinating and scheduling the activities to attain and maintain a feasible schedule that meets the deadline requirements, in an uncertain environment where the sets of their properties are always changing.
The techniques are based on controlling the dynamic states of the steps and the deliverables during process execution. It is thus possible to control both the software process and the resulting software configuration.
The process software environment that we are developing is called PROMETHEUS This work concentrates on the SPP and SEP, as the authors have described the SPM in a previous paper [11] . Section 2 of the paper provides a brief description of the process model, which is explained in greater detail in [11] . Section 3 formalises the description of the dynamics of a process during its execution. Section 4 examines in greater depth the authors' proposed method for transforming a process model into a plan solving the sequential relationships between the activities. Section 5 then explains the tactics for scheduling the activities provided for in the plan, making it executive. Finally, the present work is compared with other works on the same subject (section 6) and some conclusions are drawn (section 7). 5 
SPM FOR SOFTWARE PROCESS MODEL DESCRIPTION
The conceptual model of a process is described by: deliverables, work flows and procedures.
The deliverables are all documents produced during the development process. They therefore include not only the program files but also the intermediate products like specifications, design documents or test logs.
The work flow is a network of the activities involved in the plan, in terms of the relationships constituted by their deliverables.
The procedures are the detailed description of all actions necessary to execute the corresponding activities described as leaf activities.
The relationships within each of these components and between one another are suitably formalised. Thanks to this formalism it is possible to define consistency laws for the process models, ensuring the consistency of the model used, notwithstanding the flexibility with which it can be modified to adapt it to the characteristics of each single project, even during execution. The rest of this section briefly and informally describes all the components of a process model. For a fuller description of the formalism and of consistency checks, the reader should refer to [11] .
Deliverable Description
Each deliverable D i, included in the work flows and in the procedure description belonging to the process model, is uniquely identified by a label.
A generic D i is an elementary deliverable if the process model manages it as an information token. Elsewhere, it described with its components and structure. The components must be other deliverables in the same process model. The structure is defined using three operators: 6 • chain represented by "+"; example, "D ji + D ki " means that the components D ji and D ki always exist and are included in D i ;
• alternative, represented by "/"; example "D ji /D ki " means that in some instances of D i, , D ji exists, while in other instances D ki exists but these two components never exist together;
• repetition, represented by " m {} n "; example, m {D ji } n means that in D i the component D ji is repeated a minimun of m times and a maximum of n times. Therefore, each deliverable D i is described by a stratified system which progresses from its root via successive refinements explaining the relationships between the D i components used or produced in all the activities.
A labelled deliverable has a set of attributes A D which characterise it: quality parameters, communication support, format, presentation style, compilation instruction, deliverable status. The attributes associated with each deliverable will be a subset of all the possible ones, depending on the content and use of the product. For example: a program will have quality parameters and presentation style, while a manual will have compilation instructions; all deliverables which must be shared among several developers or users will have communication support for their transfer. 
Work Flow
The Work Flow is based on a Formal Data Flow Diagram (FDFD), which combines the typical modelling of the functions of a Data Flow Diagram (DFD) with the behavioural 8 modelling characteristic of the Petri net [12] . In this paper the activities in a work flow may also be called tasks.
The graphics representation of a Work Flow is identical to that of a data flow diagram, where the processes are tasks, the dataflows are deliverables and the logical operators are AND and OR. These operators are not graphically represented to avoid overloading the Work Flow with information included in the detailed specification of the process.
As complex projects are composed of tens or even hundreds of tasks, their models can be difficult to read; hence it is necessary to break the Work Flow down into different levels of abstraction. Generally, every task (T i ) can be described as a further Work Flow (WF i ). The set of work flows describing a process constitutes a stratified system which progresses from the process at its root via successive refinements to the leaf activities. The leaf activities constitute the least abstract process description. They are not describable by means of a work flow because the relationships between the more detailed activities that compose it are not only informational but also flow controlling relationships.
The process engineer defines the level number of stratified description and the level of abstraction of the leaf task. A guideline for recognising leaf activities is not mandatory and so the process engineer's experience is the best tool for this recognition. In this paper we do not explain the guidelines for recognising the leaf task, but the reader can refer to [12] .
The attributes of the refined task are inherited from the subtasks, unless they are explicitly redefined. For example, if the status of a task Testing is "In Execution" , the subtasks which compose it are also "In Execution".
The logic operators between the deliverables which express the input and output logics must be considered correctly in the details on WF for the consistency of the process model to be maintained. Figure 2 shows the most abstract Work Flow of a real process for building a 9 software system, while figure 3 provides a more detailed description of Requirement Analysis. (In both figures, the numbers in brackets are the identification codes for the deliverables).
Procedure Description
Each leaf task (T i ) in the Work Flows in the process model is described by a Procedure Description (PD i ) which specifies the nature of the task in detail. A Procedure Description includes: Input, Isc, Procedure Script, Iec and Output.
Requirement Analysis
Skill_Available (1) Customer_Documentation (3) Customer_Contract (4) Market_Information (2) 2. Preliminary Design
System_Specification (5) 3. Detailed Design
Testing

Implementation
Design_Products (6) Test_Plan (9) Testing_Procedure (7) Module_Code (14) Software_ Design_ Documentation (8) Testing_Report (10) Baseline_System (11) System_Documentation ( The input, I(T i ), is a logical expression of the labelled deliverables in the input set {I i }. Each I ij in I(T i ) is true when the corresponding deliverable is available. Therefore I(T i ) expresses the deliverables which must be available for T i to be activated. Instead, the Output, O(T i ) is a logical expression of the labelled deliverables {O i }. With the same logic as I(T i ), O(T i ) expresses the deliverables which will become available after the execution of T i . For example, with reference to figure 3 , the task Model Drawing can be activated if at least one of the two deliverables User_Needs and Errors is available; after its completion, Proposed_Structured_Requirements will become available.
The 'Isc' and 'Iec' are the internal starting and ending conditions, respectively. The 'Isc' must be true to be able to activate the task (T i ). An internal starting condition is a boolean expression which, by means of logical operators, links the I ij , temporal events, task attributes and internal ending conditions imposed by other processes. The internal ending condition is again a boolean expression of the same kind of object as the Isc but will be true after the execution of (T i ).
The choice of representing starting and completion conditions only within the Procedure Description satisfies two needs. Firstly, it meets the requirement to render the graphic representation of a project plan readable, avoiding overloading the diagram with too much information. Secondly, it meets the need to localise highly variable information, like the starting and completion conditions, so that the project plans can be re-used in other environments and at other times, minimising the changes necessary in the Procedure Descriptions.
A Procedure Script is a procedure which expresses the control flow between a set of sentences (S i ). Each sentence has the form <verb><output> USING <input> where:<verb> 12 denotes the Basic Action, <output > and <input> denote the logical expression of the deliverables produced and the logical expression of the deliverables used.
A basic Action (BA) is an activity which cannot be decomposed any further and corresponds to activation of a tool or of a developer with a definite technique for executing the relative activities.
To express the control flow between the sentences, seven operations are used
• sequence: seq(S 1 ,S 2 ,..., S n );
• one-way alternative: if then (S 1 );
• two-way alternative: if then else (S 1 , S 2 );
• n-way alternative: choose(S 1 , S 2 ,..., S n );
• conditioned iteration with option: while (S i );
• conditioned iteration with compulsion: repeat (S i );
• unconditioned iteration: for each (S i ).
As for the deliverables, each task (T i ) has a characterizing set of attributes {A i }: execution priority, deadline and task status.
A basic action, like the tasks of a Work Flow, transforms some inputs into some outputs.
Unlike the tasks of a Work Flow, the input and output logics always link the deliverables in AND and there are no internal conditions in the basic actions.
The basic actions are also described by a set with a greater number of attributes than those of a task. The attributes of a basic action are: skills, tools, techniques for its execution, models for estimating times, effort and cost, metrics for assessing the state of progress, priorities, deadline and status.
For example, the (PD) of activity 1.2 of the previous figure 3 is described in figure 4. 
DYNAMIC OF THE PROCESS
A process model is composed of a set of tasks T and a set of deliverables D: Consequently each process P is associated with a status S P S P :
States of the Tasks and Deliverables
Given a process model chosen for the execution of a real project, the corresponding sets T and D can be divided into two subsets: Each (BA) is associated with S(BA) that can take on the same values as S(T).
So:
With these premises, a formal definition of the status value for each elementary and compound components in the process model can be made.
all the tasks present in the chosen process model P are Approved
all the tasks whose input logic are verified are Executable; i.e., all the input deliverables are available for processing.
a task has Scheduled status when, in addition to the input logic, the start conditions are verified.
when at least one basic action of the task has been carried out and at least one has still to be executed, the task has In Execution status.
when the end of task conditions and output logic have been verified, the task is described as Completed.
a task is described as Suspended when some of its start conditions are found to be no longer true. A typical example is the temporary unavailability of human resources previously assigned to the task.
when conditions arise whereby the project manager decides the task no longer needs executing because he wants to change the process model, the task is described as Abandoned.
As regards the deliverables, the status definitions are described below.
a deliverable is Approved if it is included in the chosen process model.
a deliverable is Available if there is a real instance in the project carried out with the chosen process model.
when the process which has a deliverable in input is ended, the latter takes on Used status.
a deliverable is Evolving when the process producing it is In Execution.
when the project managers decides to change the process model, all the deliverables which are no longer included in the new process model are Discarded.
The status values of the compound components are functions of the corresponding elementary component values. They are defined below.
From the definitions in this section it can be deduced that the status of the tasks and that of the deliverables in S P are not mutually independent.
Status Transitions
Status transitions for each component in the process model imply status changes in the process itself. Not all the formally possible status transitions are in fact lawful; in this paragraph we only describe those that are.
Owing to the relationship between the status of the processes and that of deliverables, some status transitions will be generated naturally by the evolution of the project while others will be generated by the project manager's decisions.
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During the execution of a project, many events {E} can occur but all will be classified in one of the types regulating the S P transaction laws.
E: {Choose, Start, Planning, Execution, Completion, Suspension, Reedition, Abandon}
Each event E i is expressed as an ordered pairs of states E i : (S P , S' P ); S P is the status before E i and S' P the one after E i. The initial Choose event is expressed with the S' P status only.
Formal Description of the Events
This section provides a formal description of all the events mentioned in the previous paragraph, while for the sake of brevity, only the tasks and the deliverables which change status will be included in the description of each event.
To be able to execute a project, the project manager must choose a process model. This event is classified as Choose. With this event, all the deliverables and the tasks present in the chosen process model pass to approved status. 
To activate the execution of the process, the input deliverables for the tasks must be available, i.e. the Start event realized.
-Start-
where {Extinp} is the set of input deliverables that are received from entities external to the process.
After the input logic and the start conditions of the task are verified, all the resources must be assigned. When this occurs, the Planning event takes place. The task to be planned may be one to be reexecuted due to the reediting of a deliverable in input or output. The transition therefore allows for the reuse of deliverables with Used status, i.e. already used by another process before the current planning. It must also be remembered that one or more tasks connected with the event may previously have been Suspended due to unavailability of one of the resources.
-Planning -
When all the resources assigned to a scheduled task are available, the latter can be executed and Execution begins.
-Execution -
The execution of the task normally leads to their completion without any decision by the project manager being required.
-Completion -
The completion of a task triggers many status transitions for the input and output deliverables belonging to the same task. These render other tasks ready for execution, thus realising a cyclical progression of ordered events {Planning, Execution, Completion} for all the tasks provided for in the process model, up to the definitive status of the process in which:
{Extout} is the set of deliverables constituting the output for the entire process, for example in figure 8 :
It should be noted that expression (1) takes into account the fact that the process model may provide for some tasks to be executed as alternatives. In this case in the -Planning -event the 'Isc' of the tasks that the manager decides not to activate will not be true and will therefore never achieve completed status, whereas the 'Iec' of the alternative tasks chosen by the project manager will be verified on completion of the latter.
Up to now, we have described the events occurring during the normal execution of a process.
For example, table 1 reports an extract from the status transitions in the generic process in figure 8 .
Extraordinary events triggered by extemporaneous causes which may occur during the execution of a process must also be considered.
The first event to be considered is the suspension of a task due to the temporary unavailability of a resource, which may have causes.
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-Suspension -
Sometimes a deliverable may need reconstruction because its content or method for its production has changed. In this case the project manager decides to discard the deliverable to be reedited and triggers the execution of the event Reedition.
-Reedition -
Each deliverable discarded due to this event must be substituted by a new version and so the task producing it must be executed. This event has a recurrent definition because it implies that all the deliverables already used and in output to the tasks to be reexecuted must also be discarded.
During the execution of the process, the project manager may become aware that the current projects has different characteristics and risks from those preliminarily approved when the model was chosen. Thus it becomes necessary to substitute the process model. In this case the event generated is:
For example, table 2 shows the status transitions following the suspension of T 1.1 and the reedition of a deliverable in the process in figure 8 and in different moments of the process evolution is shown in table 1.
PROJECT TRACING
For the analysis, even post mortem, of the events which occurred during execution of the project, each event must be classified as one of those formalised in the previous paragraph.
This classification is based on the effects the tasks and deliverables have. Consequences generated by the event itself; Alternatives weighed up by the project manager for overcoming the problems expressed in the consequences; Decision taken by the project manager, which individuates the alternative chosen from among those analysed to overcome the problems; Justification for the chosen decision.
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The Completion events are generated by the normal evolution of the project and, therefore, need only the time attribute. The same deliverable used by (n) different tasks must be present (n) times in D, with (n) different identifiers, because each pathway for using the deliverable includes components which will have different histories during the execution of the process. For example, referring 
STRUCTURED PROJECT PLANNING
A structured Plan is a temporary sequence of activities ( Moreover, in the chart each node must have at least one but can have many outcoming
connections. This means that one activity may be the predecessor of one or more activities.
Two nodes are exceptional in respect to these two rules: the START and STOP nodes. Both of them are virtual nodes to which no activities correspond: the START node has only outcoming connections and STOP node has only incoming connections. Design_Products (6) Operation_Plan ( 
Definition 4. A k Follows
A i ⇔(∃ D i • D i ∈{I I }∧ D i ∈{O k })∨∃(( D j ,D p )• D j ∈{I k }∧D p ∈{O i }∧ (D j , D p ) indirectly traceable).
Transformation of the Process Model to Structured Plan
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Given a PMF, the corresponding PERT chart that we identify with PERT (PMF) is constructed with the following steps: As an example of this transformation, figure 9 shows the PERT chart corresponding to the process model in figure 8 . cannot begin until A 2.2, is finished. In the same way A 2.6, can begin when both A 2.5 and A 1.5 are finished.
The plan in figure 9 cannot be executed as the tasks contained are not basic activities. Thus each task must be refined until it has the PERT containing the {BA}. Figure 10 shows the potential detailed PERT of A 1.2 , corresponding to the procedure description shown in figure   4 . The dotted line branch of the PERT is in alternative to the other branches. Depending on the I(1.2), the project manager will know which PERT branches to include in the project plan.
For example, if Errors is empty, the dotted line branch for A 1.2.10 is cancelled by the PERT. 31 The sequence of activities derived with this rule is potential and maximises the possible parallelism. In operation, the project manager can change the temporal sequence according to the conditions of the project.
The project manager's decision about the sequence of activities gives rise to the so-called:
Executive Plan. 
STRUCTURED EXECUTION PLANNING
The execution plan of a project is composed of the sequence of activities belonging to the chosen process model, according to which the project manager executes the activities in real life, with all the constraints as regards: delivery dates, resources available and so on.
The Structured Plan serves to provide the project manager with a good basis on which to decide the real sequence of activities.
On the basis of the structured plan, we propose the construction of the executive plan by means of Incremental Refinements. When an external occurrence modifies the environmental conditions of the project, an incremental refinement is added to the executive plan. Each increment can change any part of the decisions made during one of the previous refinements.
For example: in an increment, two previously serial tasks may become concurrent, because the availability of the resources has changed. Thus the execution plan adapts to the events, whatever their nature, which may occur during the execution. The project manager must classify the real events in one of the types described by the lawful transitions, so that the changes in status of the process and their relative repercussions on the execution plan can be traced.
The execution plan is also represented by a PERT or if suitable a GANTT. Only the transformation into PERT is explained in the following paragraph, since transformation from one to the other is banal.
Incremental Refinement for the SEP.
The project manager starts with the Structured Plan, which does not take into account available resources or any extraordinary events which may occur during project execution.
This plan presents the project manager with the problem of whether to render the tasks serial or parallel, each time that one or more leaf tasks pass to Executable status.
More precisely, when a leaf task takes on Executable status the project manager details the plan adding a further fragment containing all the {BA} belonging to the procedure description of the Executable task. If he has the resources necessary to carry out the parallelable tasks then the executive plan coincides with the structured one, otherwise the project manager must schedule the activities with a sequence which does not violate the <follow> relationship represented in the structured plan.
When more leaf tasks take on Executable status, the project manager must define an increment which determines the sequentiality between the leaf tasks and then, for each leaf task, introduces the detailed increment using the {BA}, as described in the previous paragraph. In this case, when the resources are insufficient, the leaf tasks are planned in 34 decreasing order of priority attribute value. In the case of equal priorities, the decision can be made according to two alternative objectives: the efficacy of the project or the flexibility of the scheduling.
The first tactic tends to produce those deliverables which are most important to the customer first. Following this tactic, the tasks producing deliverables which are directly or indirectly traceable to the output deliverables considered most useful to the customer are executed first.
The second tactic, on the other hand, tends to increase the number of tasks with Executable status to increase the number of plannable tasks possible with the available resources. Thus the tasks generating deliverables with the greatest scope are executed first.
To provide an example of the application of the technique called Incremental Refinement, a broad view of the process model is advisable and figure 9 is again referred to.
The first activity in Executable status is A 1.1 . Suppose that the project manager has no decision problem until A 1.1 passes to Completed status. We represent this without detail in the first increment in figure 11a . After the completion of A 1.1 , A 1.2 has Executable status.
At the first activity Errors deliverable runs empty, File-Existing-System is true and DBExisting-System is false so the dotted line branch in the details shown in figure 10 is cancelled or becomes an unbroken line. Let us suppose that for lack of resources the project manager operatively transforms the PERT in figure 10 into the increment, activity A 1.2.7 is not executed in overlap with A 1.2.5 and A 1.2.6 , although the project plan would have allowed this.
During execution of the plan, a further reduction in available resources could occur and the project manager therefore impart a temporal sequence to other activities which are still parallel in figure 10 . The manager could otherwise need to speed the project up, having other resources available, in which case the project plan provides him with the maximum possible 35 parallelism of the activities, beyond which further available resources do not contribute to abbreviate the times for completion of the project.
Continuing the execution of the project, when A If all the resources were available the four tasks would be executed concurrently: the corresponding increment in the executive plan is shown in figure 11c .
Instead, if the resources were insufficient they would be executed at least partially sequentially. To simplify we have supposed that they must all be executed sequentially. Then, if they had different priority values (P r (A 1.4 )<P r (A 1.5 )<P r (A 2.1 )<P r (A 2.2 )), the third increment would be modified as shown in figure 11d .
Instead, if the priorities were equal or not expressed, then if the tasks were ordered according to the first tactic, supposing that D 2.1 , in figure 8 , had the highest delivery value for the customer then A 2.2 would take precedence, followed by A 2.3 and then the other activities, as shown in figure 11e ; if the tasks were ordered according to the second tactic, from figure 8 the following calculation would be made: SC 19 =6; SC 20 =7; SC 5.4 =9; SC 5.2 =3. Therefore the precedence would be that shown in figure 11 .f.
After having chosen the fourth increment, the project manager must detail using the {BA} included in the PD corresponding to the next leaf task, included in the execution plan.
The laws governing the dynamics of a process allow some activities to be changed, even when they are already Scheduled or In Execution, and therefore in the Execution Plan. In detail, the events which can occur are: Suspension, this requires revision of the plan in terms of scheduling of the activities; Rescheduling could result in delivery dates becoming unaccettable, so that the project manager would be obliged to make new decision altering the executive plan; Reedition which requires the reworking of some activities which must be 
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In all the cases, one or more increments already in the Execution Plan must be partly or totally cancelled. They are substituted by other tasks. The increment following such an event must be constructed according to the process status.
Suppose that the event reedition D 16 occurs, as shown in table 2; and suppose also that when this event occurs the execution plan is in the second increment in figure 11 . After this event, the project manager must cancel the scheduled A 1.2 and must reschedule A 1.1 . Therefore the executive pla4n appears as shown in figure 12 pointing out the reworking of A 1.1 . 
Fuzzy Activities
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Many events which occur during the execution of a process affect the dynamics of the status of the deliverables. Sometimes it may be necessary to change the structure or content of some deliverables which have already been produced and even used.
In these cases, to optimize the execution of the process, it is often necessary to reschedule some but not all of the {BA} contained in the PDs of a leaf task. The subset {BA} to be scheduled and the relative control flow is the PD of an activity which is described as Fuzzy.
This study distinguishes two classes of Fuzzy Activity: the first composed of activities which must process part of their input; the second, of activities which must produce part of their output.
The activities in the first class can be generated by the following situations:
• the input elements in a task do not all have Available status but the task must be executed as soon as possible to abbreviate the overall times required for the project;
• following a variation in some products or semifinished products, a fragment of the input deliverable of the process has changed and it is therefore necessary to reexecute the part which processes the changed input;
• following a variation in the process model, some activities in the new model have some input fragments ready because they were processed in a partially or totally executed activity in the old model.
The situations generating the Fuzzy Activities in the second class are as follows:
• following the verification and validation of a product or semifinished product, faults are observed which, after due analysis, are transformed into changes to be made in some elements in the said product;
• following a change in the structure or content of a product, the procedure for its production has changed and the latter must be reexecuted to align the product with its new standard;
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• following a change in the production process of a software system, some processes in the new model will have a part of their output constructed by the still valid parts of the old model, while the rest will have to be constructed or modified.
When one of these cases occurs, the technique of successive increments is again adopted but each new fragment of the process is composed of a subset of the{BA} contained in the task the Fuzzy Activity is derived from. The parallelism between the selected BA is defined in the same way as above but the procedure for selecting the BA which will constitute the increments is different for the two classes.
In the first case,
is the subset of processed items for the input deliverables to be processed by task T k . These elements can belong to different products or semifinished products.
Initially {BA} = ∅;
• extract all the basic actions {BA i } which process the fragments of the process deliverables σ D :
• redefine σ D which will contain all the deliverable fragments produced by the {BA i }:
• repeat the previous step if σ D ≠∅;
• PMF={BA} For example, if the PDs in figure 4 were partially executed to process Security_Requirements, then
• {BA}=(1.2.6)
• σ D = (Formal_Control_Security_Item, Informal_Control_Security_Item)
Let us now examine the Fuzzy Activity for a generic task T k of the second class. Let σ D = {d 1 , d 2 , ..., d n } be the subset of output elements to be reedited, which may belong to different products or semifinished products.
• Extract all the basic actions which produce the fragments to be reedited:
• Search for all the basic actions which have at least one reedited output in the inputs:
• Extend {BA} and redefine σ D as the set of deliverables produced by the new basic actions extracted:
• ∀BA∈{BA i }:σ D ∪{O BA };
• Repeat from the preceding step until {BA i }=∅;
• The Fuzzy Activity is composed of all the BA extracted:
PMF={BA}
In this case all the BA selected with the previous steps can certainly be executed. In fact, since it is a question of reeding outputs already produced previously, at least the input in the version used for producing the old output will exist.
For example, suppose it is wished to reedit Formal_Control_Security_Item:
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• {BA}=(1.2.6) to be reexecuted
• {BA i }=(1.2.8), basic action on which reeding reverberates
• {BA}=(1.2.6, 1.2.8)
• {BA i }=∅
• PMF=(1.2.6, 1.2.8.)
DISCUSSION AND RELATED WORK
Few authors have considered the problem of planning and scheduling activities in a changing environment during the execution of a project.
In [13] a metalanguage is introduced, to manage all the aspects of the dynamic changes to which a process model is subject during its enactment. Although the problem of the effect of these changes on scheduling is pointed out, no techniques have been studied to help the project manager handle these effects induced by all types of events.
Our approach supports dynamic changes in the process model or in a fragment of it [11] . In addition, it helps the project manager to manage the reverberations changes have on the scheduling.
This paper constitutes an advance on the Modeling Articulator work [14] . With the Articulator many heuristics are needed to assist a project manager to react to a breakdown during execution of a process. These heuristics result in changes replacing the allocation of resources and adding some activities. They require dynamic scheduling and the addition of a report to justify and document the status of the process before the breakdown occurred.
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Using SPP, FSM handles the simple dynamics of scheduling using incremental executive planning. It also provides all the information on the status of the process, using dynamic process formalisation, without any other new activities being required for reporting.
[2] provides an interesting study of the effect on scheduling of any changes in planning of the process model. An example of how our approach supports the same aspect is given below.
Supposing that a project uses the process model in figure 2 , a possible planning and replanning of a PMF is shown in figure 11c . The project manager decides to plan an increment in which all the activities are sequentially executed because in this way all the project constraints will be respected. The GANTT corresponding to the chosen plan is shown in figure 13a (dotted box).
During execution monitoring, the process specifies the real work spent on activities A 1.1 , A 1.2 and A 1.3 (plain box). In particular A 1.2 needs three reworks and, as shown in figure 13a , the activities require more work days than had been foreseen.
The project manager must replan so as to fit in with the maximum time limit. This means that the Structured Process Model is the same, the Structured Plan is also the same but suggests that it is possible to overlap activities A 1.4 , A 1.5 , A 2.1 in the Execution Plan.
As only one software engineer is available it is not possible to overlap A 2.1 and A 2.2 and therefore the new Execution Plan will be the one shown in figure 13a (plain box).
We have seen that the real occurrences during project execution may be included in the execution plan without changing the process model, using the Structured Plan to decide on the suitability of making activities concurrent and including another increment in the execution plan modifying it. The localisation of modifications which is one of the characteristics of our approach, simplifies the management of changes during execution of the project.
In particular [15] and [16] analyse some aspects of dynamic change of a process. [15] analyses the problem of changing the process model even during its execution and shows SLANG's capacity to: change a process or a fragment of it even during enactment, change the status of an enacted process model fragment while other fragments are still enacting; support the latter two circumstances with various policies for change using the same formalism as for modelling the process. Among other aspects, [16] analyses the problem of generating and regenerating the task networks incrementally and dynamically. 44 This study is not concerned with enactment but a previous work illustrated the characteristics of FSP supporting changes in the process model or in a single fragment [11] . This is formalised as the changes originated by the context in which the process is executed and what their repercussions are on the executive plan by means of SPP and SEP including the solution to problems of replanning and rescheduling. Thus, our approach extends the analysis of effects of change in the process model to cover replanning and rescheduling.
None of the other related papers mentioned in this section connect the changes of the process with the dynamic evolution of the deliverables. In this study, on the basis of the dynamics of the deliverables status, analysis is also made of the effects of dynamic change of a process model on the restructuring or realisation of a deliverable.
In addition, our approach introduces Fuzzy Activities and analyses the techniques for handling them so as to guide the project manager in his management of the relationships between changes in the process and those in the deliverables. 
CONCLUSIONS AND FUTURE STUDIES
In this paper we have presented the project management techniques for deriving from a Structured Process Model a Structured Project Plan that defines the possible overlapping and The definition of the status of the deliverables and tasks makes it possible to provide a formal definition of a set of types of event, thus enabling all the events occurring during a project to be classified and correlated to their consequences, regardless of the process model used. This enables projects to be managed event by event.
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Thanks to the treatment of Fuzzy Activities, the proposed model handles recycles with the same method as the main flow of the process model. This solves the problem of handling a process requiring recycles following failed verifications or validations and renders the treatment of modifications to a product entirely analogous to the construction process itself.
The tools used for automating the process are prototypes, chosen from those present on the market. The application of our approach in real cases has evinced the need to realise a tool integrating and automating all the management phases of a process. Despite this limitation, the application of the prototype in a real environment gave good results as regards improvements in the process [17] .
The aims of this research develop in two directions.
First, towards enacting the process paying great attention to concurrent activities and cooperative work. We are also interested in integrating models for the dynamic metrics of the processes to help the project manager forecast the resources he will need and thus control the Execution Plan during enaction.
Secondly, we have observed that it is necessary to integrate management of the process with management of the configuration. This will be possible because the formalism is based on a network of tasks which intercommunicate the deliverables, while its execution uses the status transitions of these same deliverables.
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