HE RECENT PUBLICATION of a draft of the entire human genome (McPherson et al., 2001; Venter et al., 2001 ) has served to fuel an already explosive area of research in bioinformatics that is involved in deriving meaningful knowledge from proteins and DNA sequences (Alberts et al., 2002) . Even with the full human genome sequence now in hand, scientists still face the challenges of determining exact gene locations and functions, observing interactions between proteins in complex molecular machines, and learning the structure and function of proteins, just to name a few. The progress of this scientific research is closely connected to the research in the database community in that analyzing large volumes of biological data sets involves being able to maintain and query large databases (Moussouni et al., 1999; Davidson, 2002) . Database management systems (DBMSs) could help support life sciences applications, in a number of different ways. A partial list of tasks that such applications require is: querying large structured databases (such as sequence and graph databases), querying semi-structured (such as published manuscripts), managing data replication, querying distributed data sources, and managing parallelism in high-throughput bioinformatics. Unfortunately, current DBMSs have largely ignored supporting life sciences applications, and consequently, the life sciences researches have been forced to write tools and scripts to perform these tasks.
that are required to process these data sets to extract biologically meaningful information are also increasing in complexity. Database management systems can and should play a significant role in managing these data sets.
To better support life sciences applications, DBMSs must carefully consider the data types and the operations on the data types that are required to support these applications. One of the commonly used data type in these applications is a sequence. A sequence is often used to represent a protein's primary structure, or genes. Querying on sequences is often approximate, typically using an edit-distance matrix, such as PAM or BLOSUM matrices. Sequences have a well defined structure, and one would expect that the currently generation of commercial object-relational DBMSs, which are very good at dealing with structured data, would have support for this data type. Unfortunately, this is not the case, and such data sets are managed and queried using customized programs that run outside the DBMS. Imagine a research group that queries on such data sets frequently, and has a local copy of the sequence data set and programs to query this data set. Since new sequences are continually added to the master copy, keeping the data set upto-date is now a largely manual process. If the program needs to build any auxiliary structures to process this data, such as an index (Kent, 2002) , then this task requires customized solutions, which are cumbersome to manage. On the other hand, this is a form of replication that DBMSs are good at dealing with, and often can be managed transparently without requiring any user intervention. As another example, consider a scenario in which the user wants to query a number of different distributed sequence data sets with the same query, and then combine these results using some scoring criteria, perhaps with some post-processing on the sequence data. This task again requires customized programs, and a declarative querying interface for this task can not only make it easier to pose such queries, but can also be executed more efficiently. Improvements in efficiencies can be achieved since the DBMS can examine a number of alterative plans for evaluating the query, and can then choose the cheapest plan. Similar observations hold for other data types, such as graphs, manuscripts, and micro-array data, and DBMSs can play a significant role in managing such data sets.
In summary, three decades ago DBMSs brought significant benefits to the management of business data, and today most business data management applications are developed using a DBMS. DBMSs can provide similar benefits in managing data sets that are used in life sciences experiments. Of particular interest is the provision of a declarative querying paradigm that allows the scientist to focus on the question that they want to pose to the database system, rather than the methods that they need to combine to extract an answer to that question. A declarative querying paradigm not only eases the task of posing queries that are currently used, but also opens up new opportunities for extracting deeper information from the database by allowing the scientist to pose more complex queries. As part of the Periscope project at the University of Michigan, we are examining various research issues in designing query languages, data storage and indexing methods, query processing algorithms (Hammel and Patel, 2002) , and query optimization techniques that are required to support a declarative querying paradigm for life sciences applications.
