Numerical evaluation of the Gauss hypergeometric function:
  Implementation and application to Schramm-Loewner evolution by Schrenk, K. J. & Stevenson, J. D.
Numerical evaluation of the Gauss hypergeometric function: Implementation and
application to Schramm-Loewner evolution
K. J. Schrenk∗ and J. D. Stevenson†
Department of Chemistry, University of Cambridge, Lensfield Road, Cambridge, CB2 1EW, UK
Numerical studies of fractal curves in the plane often focus on subtle geometrical properties such
as their left passage probability. Schramm-Loewner evolution (SLE) is a mathematical framework
which makes explicit predictions for such features of curve ensembles. The SLE prediction for the
left passage probability contains the Gauss hypergeometric function 2F1. To perform computational
SLE studies it is therefore necessary to have a method for numerical evaluation of 2F1 in the
relevant parameter regime. In some instances, commercial software provides suitable tools, but
freely available implementations are rare and are usually unable to handle the parameter ranges
needed for the left passage probability. We discuss different approaches to overcome this problem
and also provide a ready-to-use implementation of one conceptually transparent method.
I. INTRODUCTION
Quantifying the geometry of fractal boundaries and paths has a long history in the study of phase transitions and
lattice models. In 2000, Schramm’s work on loop-erased random walks introduced a new formalism devoted to this
task [1]. Partially due to this formalism, called Schramm-Loewner evolution (SLE), it became possible to prove the
existence and numerical values, e.g., of the 2D percolation critical exponents [2, 3]. Since SLE describes geometrical
features of fractal curves, beyond the numerical value of the fractal dimension, it became a useful tool to understand
several statistical physics models involving random paths and curves [4–7]. Authoritative mathematical reviews of
SLE can be found, e.g., in Refs. [8–11].
Since SLE implies several geometrical properties of the associated curves, it is not clear a priori whether a given
distribution of fractal curves can in fact be described by SLE. Therefore there have been a number of computer
simulation studies testing numerically the compatibility of the properties of different ensembles of curves with the
predictions of SLE [12–18]. The present work is based on a note in Ref. [19].
One of the most conclusive and subtle tests of SLE properties deals with the curves’ left passage probability, in a
certain geometrical setting (known as chordal SLE ). For a curve originating in the origin and going to infinity in the
upper half plane, Schramm proved [20, 21] that the probability Pκ(φ) that the curve passes to the left of the point
z0 = R0 exp(iφ), see Fig. 1, is given by:
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Here, κ ≥ 0 is the single parameter characterising the geometry of SLE curves [for Eq. (1), 0 < κ < 8] and known [9]
to be related to the curves’ fractal dimension df by
df = min{1 + κ/8, 2}. (2)
As seen from Eq. (2), df = 1 corresponds to κ = 0 and df = 2 is recovered for κ ≥ 8. We note that the left passage
probability Pκ(φ) of an ensemble of curves depends only on κ and the angle with the real axis φ. Figure 2 shows
Pκ(φ) as function of φ, for different values of κ. For φ = pi/2, one has Pκ(pi/2) = 1/2, independent of κ, as expected
by symmetry. For κ = 8, the curves are space-filling and P8(φ) = 1/2, independent of φ [21].
The data in Fig. 2 has been obtained by evaluating Eq. (1) with Mathematica [22]. However, in numerical tests of
SLE predictions, one needs to evaluate Eq. (1) many times [23–26] and it can be advantageous to do the evaluations
within the simulation run. In many cases, corresponding simulations are performed using the C++ programming
language and the associated libraries [27]. The required numerical evaluations of the cotangent and gamma [45]
functions can be handled by the C++ standard library, the gnu scientific library (GSL) [35] and the Boost libraries
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FIG. 1. Sketch showing the geometrical definitions involved in the left passage probability formula in Eq. (1). Pκ(φ) is the
probability of a chordal SLE curve with parameter κ to pass to the left of a point with argument φ.
[28]. Although GSL and Boost, provide implementations of 2F1 these do not cover the parameter regimes required
for the left passage probability.
The remainder of this work is structured as follows. In Sec. II, we describe different approaches of how to numerically
evaluate 2F1 as needed for the left passage probability. Use of argument transformations is reviewed in Sec. II A and
integrating 2F1’s integral representation is discussed in Sec. II B. We draw conclusions in Sec. III.
II. METHODS
We note that the evaluation of 2F1 is in general a difficult numerical task requiring a sophisticated combination of
various techniques [32–34]. Here we focus on methods useful for the parameter regime relevant to the left passage
probability formula in Eq. (1).
A. Argument transformations
Many implementations of 2F1, such as those in the GSL, Boost, or Cephes [36] libraries only support arguments
|z| < 1. However, for the left passage probability in Eq. (1), z = − cot(φ)2, therefore z can in general take any non-
positive value. To use such an implementation for |z| ≥ 1, known relations can be applied to transform the problem
back to the unit disk [33, 34]. An implementation in a large public library which includes these transformations is
SciPy [43]. Though the SciPy interface is in python, the underlying algorithm is in c and was adapted from the
Cephes mathematical library [36] to support z < −1.
For −∞ < z < −1, Ref. [33], proposes to use the following transformation (Abramowitz and Stegun (A&S) [44] eq.
15.3.8):
2F1(a, b, c; z) = (1− z)−aΓ(c)Γ(b− a)
Γ(b)Γ(c− a) 2F1(a, c− b, a− b+ 1; (1− z)
−1) (3)
+ (1− z)−bΓ(c)Γ(a− b)
Γ(a)Γ(c− b) 2F1(b, c− a, b− a+ 1; (1− z)
−1). (4)
SciPy, which we consider for the comparison in Fig. 3(b), uses, e.g., for −∞ < z < −2, the following relation (A&S
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FIG. 2. Graph of Eq. (1): For different values of κ, Pκ(φ) is shown versus the angle φ/pi. The corresponding κ values are
shown next to the curves. Note that, e.g., P8(φ) = 1/2, P4(φ) = 1− φ/pi, and P2(φ) = 1 + [sin(2φ)/2− φ]/pi [21].
[44] eq. 15.3.7):
2F1(a, b, c; z) = (−z)−aΓ(c)Γ(b− a)
Γ(b)Γ(c− a) 2F1(a, 1− c+ a, 1− b+ a; 1/z) (5)
+ (−z)−bΓ(c)Γ(a− b)
Γ(a)Γ(c− b) 2F1(b, 1− c+ b, 1− a+ b; 1/z). (6)
When using these transformations care must be taken to avoid special parameter values that are numerically difficult.
For example, when b−a is an integer (which will happen for κ = 8/3) Γ(b−a) or Γ(a− b) will diverge. In these cases,
or when z is close to −1, one could use the transformations A&S 15.3.4 or A&S 15.3.5 [43, 44].
B. Integral representation
As an alternative to using argument transformations, we next apply the method of special function evaluation
proposed by Schwartz [29–31]. 2F1 can be expressed as
2F1(a, b, c; z) =
Γ(c)
Γ(b)Γ(c− b)
∫ 1
0
tb−1(1− t)c−b−1(1− zt)−adt, (7)
where Re(c) > Re(b) > 0, | arg(1− z)| < pi, and Γ is the gamma function [37–40]. For computing numerically the
integral in Eq. (7) we use the method proposed in Refs. [30, 31]. The main point of this method is to look at integral
representations of special functions. Where necessary, they are reformulated as infinite integrals over quickly decaying
integrands. These integrals are then computed with the trapezoidal rule:∫ ∞
−∞
f(x)dx ≈
∑
k
hf(kh), (8)
where h denotes the step size. In computational practice, after reaching a desired accuracy, the sum in Eq. (8) is
truncated (see Ref. [30], and for a recent mathematical treatment see Ref. [41]). This allows to move the singularities,
for t = 0 and t = 1, of the integrand in Eq. (7) to infinity. Therefore they do not affect the truncated sum of Eq. (8)
4[31]. For example, this can be achieved by a changing the integration variable (from t to u) as:
t =
1 + tanh[sinh(u)]
2
. (9)
To use the integral representation of Eq. (7) in practice, some algebraic operations need to be performed. Looking
at the expression for the left passage probability in Eq. (1), one sees that for our purpose we only need to evaluate
2F1(a, b, c; z) with real parameters a = 1/2, b = κ/4, and c = 3/2. The argument z = − cot(φ)2 is also real. To obtain
parameter values that are suitable for the numerical integration of the integral representation, we apply the following
combination of known results [37, 38] for 2F1:
To evaluate 2F1(a, b, a; z), we use
2F1(a, b, a; z) = (1− z)−b. (10)
To evaluate 2F1(a, b, b; z), we use
2F1(a, b, b; z) = (1− z)−a. (11)
Since we have a = 1/2 > 0, we apply the following transformation, based on the recursion relations for the Gauss
hypergeometric function, to lower the value of a:
2F1(a, b, c; z) =
a− 1− c
(a− 1)(z − 1) 2F1(a− 2, b, c; z) (12)
+
c− 2(a− 1) + (a− 1− b)z
(a− 1)(z − 1) 2F1(a− 1, b, c; z). (13)
In case κ < 4, we have b < 1, and apply the following recursion relation to increase the value of b in the integral:
2F1(a, b, c; z) =
(b+ 1)(z − 1)
b+ 1− c 2F1(a, b+ 2, c; z) (14)
− c− 2(b+ 1) + (b+ 1− a)z
b+ 1− c 2F1(a, b+ 1, c; z). (15)
Using Eq. (15), we can end up with c ≤ b; in this case, we apply
2F1(a, b, c; z) =
(a− c− 1)(b− c− 1)
c(c+ 1)(1− z) 2F1(a, b, c+ 2; z) (16)
− −c+ (2c+ 1− a− b)z
c(1− z) 2F1(a, b, c+ 1; z), (17)
raising the value of c.
The method for evaluating the left passage probability based on the integral representation has been implemented in
C++ and is available online [42]. The class schramm equation located in the header file schramm equation.hpp takes
the value of κ in the constructor and provides a bracket operator which returns the numerical value of Pκ(φ). Applica-
tion of the recursion relations and processing of special parameter values, as discussed above, is handled by recursive
function calls in the header gauss transformations.hpp. This, in turn, calls the class gauss hypergeometric which
performs the numerical integration.
Figure 3(a) shows the left-passage probability as function of φ, for different values of kappa, as evaluated by the
method discussed in this section. To test our numerical evaluation of the left passage probability, we compare the
results obtained by our C++ program to results obtained using the Scipy (Python) [43] implementation of 2F1, which
uses the argument transformations described in Sec. II A. An example of this comparison is shown in Fig. 3(b) which
plots the absolute difference between P4(φ), as obtained from the presented method and from the Python library
function, as function of φ.
III. CONCLUSION
We discussed methods for the numerical evaluation of the Gauss hypergeometric function 2F1. While the presented
options seem to be satisfactory for the parameter regime relevant for the evaluation of the Schramm-Loewner evolution
(SLE) left passage probability, in general the numerical evaluation of 2F1 is a complicated task and subject of ongoing
research [32]. Hopefully, our work will facilitate numerical studies of SLE in the future. Given its importance for
science, it would be useful if authoritative C++ libraries, such as the standard library [27], Boost [28], or GSL [35],
provided implementations of 2F1 that covered the relevant parameter regimes.
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FIG. 3. (a) Left-passage probability Pκ(φ) as function of φ, evaluated using the method described in this work. For κ = 8,
the curve is horizontal and it becomes more inclined with increasing κ. The considered κ values range from 1 to 8 as in Fig. 2.
(b) Absolute value of the difference between P4(φ), as described in section II B, and a control method using the Scipy (Python)
2F1 implementation, as function of the angle φ.
6ACKNOWLEDGMENTS
K.J.S. acknowledges useful discussions with Malte Henkel (Universite´ de Lorraine Nancy) and Nicolas Pose´ (ETH
Zurich), as well as support by the Swiss National Science Foundation under Grant No. P2EZP2-152188.
[1] O. Schramm, Scaling limits of loop-erased random walks and uniform spanning trees, Israel J. Math. 118, 221 (2000).
[2] S. Smirnov, Critical percolation in the plane: Conformal invariance, Cardy’s formula, scaling limits, C. R. Acad. Sci. Paris
I 333, 239 (2001).
[3] G. F. Lawler, O. Schramm, and W. Werner, Values of Brownian intersection exponents I: Half-plane exponents, Acta Math.
187, 237 (2001).
[4] J. Cardy, SLE for theoretical physicists, Ann. Phys. (N.Y.) 318, 81 (2005).
[5] M. Bauer and D. Bernard, 2D growth processes: SLE and Loewner chains, Phys. Rep. 432, 115 (2006).
[6] I. A. Gruzberg, Stochastic geometry of critical curves, Schramm-Loewner evolutions and conformal field theory, J. Phys.
A 39, 12601 (2006).
[7] M. Henkel and D. Karevski, eds., Conformal Invariance: An Introduction to Loops, Interfaces and Stochastic Loewner
Evolution, Lecture Notes in Physics, Vol. 853 (Springer, Heidelberg, 2012).
[8] W. Werner, Random planar curves and Schramm-Loewner evolutions, In J. Picard, ed., Lectures on Probability Theory
and Statistics, Lecture Notes in Mathematics, Vol. 1840, page 107 (Springer, Berlin, 2004).
[9] G. F. Lawler, Conformally Invariant Processes in the Plane, Mathematical Surveys and Monographs, Vol. 114 (American
Mathematical Society, Providence, 2005).
[10] S. Rohde and O. Schramm, Basic properties of SLE, Ann. Math. 161, 883 (2005).
[11] S. Smirnov, Towards conformal invariance of 2D lattice models, In M. Sanz-Sole´, J. Soria, J. L. Varona, and J. Verdera, eds.,
Proceedings of the International Congress of Mathematicians, Madrid, Spain, 2006, page 1421 (European Mathematical
Society, Zurich, 2006).
[12] T. Kennedy, Monte Carlo tests of Stochastic Loewner Evolution predictions for the 2D self-avoiding walk, Phys. Rev. Lett.
88, 130601 (2002).
[13] D. Bernard, G. Boffetta, A. Celani, and G. Falkovich, Conformal invariance in two-dimensional turbulence, Nat. Phys. 2,
124 (2006).
[14] C. Amoruso, A. K. Hartmann, M. B. Hastings, and M. A. Moore, Conformal invariance and Stochastic Loewner evolution
processes in two-dimensional Ising spin glasses, Phys. Rev. Lett. 97, 267202 (2006).
[15] J. D. Stevenson and M. Weigel, Domain walls and Schramm-Loewner evolution in the random-field Ising model, EPL 95,
40001 (2011).
[16] J. D. Stevenson and M. Weigel, Percolation and Schramm-Loewner evolution in the 2D random-field Ising model, Comput.
Phys. Commun. 182, 1879 (2011).
[17] E. Daryaei, N. A. M. Arau´jo, K. J. Schrenk, S. Rouhani, and H. J. Herrmann, Watersheds are Schramm-Loewner evolution
curves, Phys. Rev. Lett. 109, 218701 (2012).
[18] N. Pose´, K. J. Schrenk, N. A. M. Arau´jo, and H. J. Herrmann, Shortest path and Schramm-Loewner Evolution, Sci. Rep.
4, 5495 (2014).
[19] K. J. Schrenk, Discontinuous percolation transitions and lattice models of fractal boundaries and paths, PhD thesis, ETH
Zurich, Switzerland, 2014.
[20] J. L. Cardy, Critical percolation in finite geometries, J. Phys. A 25, L201 (1992).
[21] O. Schramm, A percolation formula, Electron. Commun. Prob. 6, 115 (2001).
[22] Mathematica, Wolfram Research Inc., http://www.wolfram.com/mathematica/.
[23] C. Chatelain, Numerical study of Schramm-Loewner evolution in the random 3-state Potts model, J. Stat. Mech. (2010)
P08004.
[24] A. A. Saberi, H. Dashti-Naserabadi, and S. Rouhani, Classification of (2 + 1)-dimensional growing surfaces using Schramm-
Loewner evolution, Phys. Rev. E 82, 020101(R) (2010).
[25] C. Norrenbrock, O. Melchert, and A. K. Hartmann, Paths in the minimally weighted path model are incompatible with
Schramm-Loewner evolution, Phys. Rev. E 87, 032142 (2013).
[26] E. Daryaei, Loop-erased random walk on a percolation cluster is compatible with Schramm-Loewner evolution, Phys. Rev.
E 90, 022129 (2014).
[27] B. Stroustrup, The C++ Programming Language (Addision-Wesley, Boston, 2009).
[28] Boost C++ Libraries, http://www.boost.org/.
[29] C. Schwartz, Numerical integration of analytic functions, J. Comput. Phys. 4, 19 (1969).
[30] C. Schwartz, Numerical calculation of Bessel functions, Int. J. Mod. Phys. C 23, 1250084 (2012).
[31] C. Schwartz, More special functions trapped, Int. J. Mod. Phys. C 24, 1350004 (2013).
[32] See e.g. the following and references therein: J. Pearson, Computation of hypergeometric functions, Master’s thesis, Uni-
versity of Oxford, UK, 2009.
[33] R. C. Forrey, Computing the hypergeometric function, J. Comput. Phys. 137, 79 (1997). See also http://physics.bk.
psu.edu/codes.html for Fortran implementations.
7[34] N. Michel and M. V. Stoitsov, Fast computation of the Gauss hypergeometric function with all its parameters complex
with application to the Po¨schl–Teller–Ginocchio potential wave functions, Comput. Phys. Commun. 178, 535 (2008).
[35] http://www.gnu.org/software/gsl.
[36] http://www.netlib.org/cephes/index.html.
[37] A. Kratzer and W. Franz, Transzendente Funktionen, Mathematik und ihre Anwendungen in Physik und Technik, Vol. 28
(Geest und Portig, Leipzig, 1963).
[38] E. W. Weisstein, Hypergeometric function, Wolfram MathWorld, http://mathworld.wolfram.com/
HypergeometricFunction.html.
[39] Wolfram Functions, http://functions.wolfram.com/HypergeometricFunctions/Hypergeometric2F1.
[40] NIST Digital Library of Mathematical Functions, http://dlmf.nist.gov.
[41] L. N. Trefethen and J. A. C. Weideman, The exponentially convergent trapeziodal rule, http://eprints.maths.ox.ac.
uk/1734 (preprint).
[42] https://github.com/kjs73/gauss_lpp.
[43] scipy.special.hyp2f1, http://docs.scipy.org/doc/scipy/reference/special.html; see also: https://github.com/
scipy/scipy/blob/master/scipy/special/cephes/hyp2f1.c.
[44] F. Oberhettinger, Hypergeometric functions, In M. Abramowitz and I. A. Stegun, eds., Handbook of Mathematical Func-
tions, page 555 (National Bureau of Standards, 1972). See http://www.cs.bham.ac.uk/~aps/research/projects/as/
book.php for a digital version.
[45] We also tested evaluating Γ by integrating the appropriate contour integral, as proposed in [30], obtaining satisfactory
results.
