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Povzetek
Naslov: Razvoj spletne aplikacije za upravljanje odnosov s strankami na
podrocˇju nepremicˇnin
Avtor: Rok Zalozˇnik
Dobri odnosi s strankami so v danasˇnjih ekonomskih razmerah za podjetja
zelo zazˇeljeni, cˇe ne celo nujno potrebni. Podjetja, ki se tega zavedajo vpe-
ljujejo strategijo poslovanja, ki se osredotocˇa na dobre odnose s strankami,
pri tem pa si pomagajo s aplikacijami za upravljanje odnosov s strankami
(CRM). Vecˇina obstojecˇih resˇitev je prevecˇ splosˇnih za prakticˇno uporabo in
dobro ucˇinkovitost na bolj specificˇnih podrocˇjih, kot so npr. nepremicˇnine.
To nas je vodilo v razvoj spletne aplikacije, ki bo podrocˇje poslovanja z
nepremicˇninami boljˇse podprla. Za razvoj smo uporabili Django REST Fra-
mework v kombinaciji s PostgreSQL podatkovno bazo na strani strezˇnika in
ogrodjem AngularJS za odjemalski del aplikacije. Prvi del diplomske naloge
je namenjen predstavitvi poslovne strategije CRM in predstavitvi tehnolo-
gij ter orodij, ki so bili uporabljeni pri razvoju spletne aplikacije. Drugi del
naloge opisuje prakticˇen razvoj spletne aplikacije. V tem delu je opisana ar-
hitektura aplikacije, podatkovni model ter implementacija in funkcionalnosti
posameznih delov aplikacije. V zadnjem delu pa so opisane dodane sklepne
ugotovitve in ideje za nadaljnje delo.
Kljucˇne besede: upravljanje odnosov s strankami, poslovni procesi, ne-
premicˇnine, eno-stranska spletna aplikacija, REST, Django, AngularJS.

Abstract
Title: Development of web application for customer relationship manage-
ment in the real estate field.
Author: Rok Zalozˇnik
Nowadays in given economic situation it is crucial, if not almost necessary
for companies to have good relationship with their customers. Those compa-
nies that are aware of this fact, are introducing new business strategy, which
focuses on good customer relationships, using applications for customer re-
lationship management (CRM). The majority of existing CRM systems are
too general for practical use and good efficiency in more specific fields, such
as real estate. These lead us into developing web application, which will
better support the real estate field. We developed the application in Django
REST Framework combined with PostgreSQL database on the server side
and AngularJS framework for client side of the application. First part of
diploma thesis is dedicated to introduction of the CRM business strategy,
and to introduction of technologies and tools, which were used during the
development. Second part of the work describes practical development of the
web application. In this part application arhitecture, database model, im-
plementation and functionality of each part of the application are described.
In the last part the conclusions and ideas for future work are described.
Keywords: customer relationship management, business processes, real es-




Dobri odnosi s strankami so v danasˇnjih ekonomskih razmerah za podjetja
zelo zazˇeljeni, cˇe ne celo nujno potrebni. Stranke postajajo cˇedalje bolj zah-
tevne, zato jih je potrebno dobro poznati. Podjetja, ki se tega zavedajo, in
teh je iz dneva v dan vecˇ, vpeljujejo dobro poznano strategijo poslovanja, ki
se osredotocˇa na dobre odnose s stankami - CRM (ang. customer relationship
management). Vpeljava strategije poslovanja oziroma pristopa CRM zahteva
vecˇ kot le izbiro in namestitev ustrezne programske opreme, vendar je tudi
ta nedvomno kljucˇnega pomena. Za cˇim boljˇse rezultate je pomembno, da je
informacijska resˇitev kot celota prilagojena strankam in procesom dolocˇenega
podjetja. Specificˇni sistemi CRM dosegajo vecˇjo ucˇinkovitost, uporabniki pa
jih lazˇje in raje uporabljajo. Trenutno je na trgu mnogo programskih resˇitev,
ki pa so v vecˇini prevecˇ splosˇne za dolocˇena podrocˇja uporabe in se pogo-
sto izkazˇejo kot prevecˇ kompleksne ter neucˇinkovite za uporabo. Iz zgoraj
navedenih razlogov se nam zdi, da na trgu primankuje sistemov CRM, ki bi
bili dovolj prilagojeni posameznim podrocˇjem. Tukaj vidimo prilozˇnost za
izdelavo sodobnega sistema CRM v obliki spletne aplikacije, ki bo prilagojen
podrocˇju nepremicˇnin, ucˇinkovit, prakticˇen in enostaven za uporabo poleg
tega pa bo prilagojen tudi za uporabo na mobilnih napravah. Mobilne na-
prave postajajo zaradi vse vecˇjega sˇtevila uporabnikov vse bolj pomembne na
vseh podrocˇjih. Meseca maja leta 2015 je bil internetni promet preko mobil-
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nih naprav prvicˇ vecˇji kot preko racˇunalnikov [1]. Tudi delo nepremicˇninskih
agentov je v osnovi bolj mobilno, torej terensko. Skoraj nujno potrebno
je, da lahko nepremicˇinski agenti kar na terenu vnesejo nepremicˇnino ali jo
strankam pokazˇejo, zato je taksˇna prilagoditev skoraj obvezna. Podpora za
delovanje na mobilnih napravah omogocˇa dostop do informacij kjerkoli in
kadarkoli, kar privede do prihranka cˇasa, krajˇsih prodajnih ciklov, vecˇje od-
zivnosti in posledicˇno vecˇjega zadovoljstva strank ter uporabnikov (agentov).
1.1 Namen diplomske naloge
Nepremicˇninski agenti se vsak dan srecˇujejo z velikim sˇtevilom nepremicˇnin
in strank. Za nemoteno in ucˇinkovito delovanje morajo biti organizirani in
dobro informirani, pri tem pa bi si lahko pomagali s sistemom CRM, ki
bi bil prilagojen njihovim potrebam oziroma potrebam njihovih poslovnih
procesov. Namen te diplomske naloge je razvoj prilagojene spletne aplikacije
CRM, ki bo nepremicˇninskim agentom prinesla boljˇse orodje, s katerim bodo
lazˇje in ucˇinkovitejˇse upravljali s svojimi strankami ter posledicˇni izboljˇsali
poslovanje.
1.2 Struktura diplomske naloge
V prvem poglavju predstavimo namen, strukturo in cilj diplomske naloge. V
drugem definiramo koncept upravljanja odnosov s strankami, v tretjem pa
pregledamo in opiˇsemo tehnologije ter orodja, ki jih uporabimo pri razvoju.
Cˇetrto poglavje vsebuje opis nacˇrtovanja in razvoja aplikacije, prikazana pa
je tudi uporaba aplikacije in njene funkcionalnosti. V zadnjem poglavju pa
so podane sklepne ugotovitve dela in ideje za nadaljnje delo.
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1.3 Cilj diplomske naloge
Cilj te diplomske naloge je izdelati programsko resˇitev, ki bo zadovoljevala
ciljno skupino uporabnikov, to je nepremicˇninskih agentov. Koncˇni izdelek bo
spletna aplikacija za upravljanje odnosov s strankami, prilagojena za podrocˇje
nepremicˇnin. Razvita aplikacija mora tako:
• vsebovati funkcionalnosti, ki so specificˇno potrebne in koristne na po-
drocˇju nepremicˇnin,
• biti prakticˇna in enostavna za uporabo,
• biti prilagojena za uporabo na mobilnih napravah,






V potrosˇniˇskem svetu velja, da je stranka kralj. V lucˇi tega je zelo pomembno,
da imata stranka in prodajalec oziroma ponudnik dobre odnose, kar se lahko
dosezˇe s primernim upravljanjem njunih odnosov.
2.1 Ozadje
Zelo pomembno pri vpeljavi upravljanja odnosov s strankami je, da poznamo
osnovne znacˇilnosti strategije CRM ter obstojecˇe resˇitve.
2.1.1 Kaj je upravljanje odnosov s strankami?
Upravljanje odnosov s strankami oziroma pristop CRM je poslovna stra-
tegija v podjetju, ki se bolj osredotocˇa na izboljˇsanje odnosov s strankami,
kot pa na same produkte. Osnovna ideja, ki stoji za to strategijo, je dobro
poznavanje strank, njihovih navad in potreb, kar stranke zelo cenijo, ter se
povrne v obliki dolgorocˇnega sodelovanja in viˇsjega zasluzˇka za podjetje [2].
Taksˇna strategija obravnavanja strank zahteva redno komunikacijo in pod-
poro strankam na vseh podrocˇjih. Zaposleni se vseskozi neposredno soocˇajo
s strankami na podrocˇju podpore, prodaje in trzˇenja. S tem tudi pridobivajo
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podatke in gradijo bazo znanja, kar jim omogocˇa boljˇse poznavanje strank,
njihovih potreb ter njihovega vedenja. Dobri odnosi so kljucˇni za dolgorocˇno
sodelovanje in za optimizacijo poslovnih procesov, kar pa je kljucˇ do poslov-
nega uspeha ter povecˇanja dobicˇka.
Poleg dobrega poznavanja svojih strank in njihovih potreb strategija za-
jema tudi prepoznavanje novih poslovnih prilozˇnosti ter pridobivanje novih,
dobicˇkonosnih strank.
Strategija CRM zajema sˇtevilne procese, zaradi cˇesar je za hitro in ucˇinkovito
poslovanje skoraj nujna uporaba oziroma podpora IT-ja. Zaradi vsega tega
nekatere organizacije danes uporabljajo programske resˇitve za upravljanje
odnosov s strankami, t.i. sisteme CRM. Taksˇni sistemi so zasnovani tako, da
nudijo vse informacije o strankah, produktih in poslih na enem mestu. Poleg
tega vsebujejo sˇe ostale podporne funkcionalnosti, od kreiranja porocˇil, pa
do nacˇrtovanja in posˇiljanja kampanj elektronske posˇte.
2.1.2 Procesi in znacˇilnosti strategije CRM
Razlicˇna podjetja poslujejo razlicˇno in imajo specificˇne storitve oziroma pro-
dukte. Zaradi tega so se razvile in se sˇe razvijajo razlicˇne vrste specificˇnih
sistemov CRM. Kljub temu so si v splosˇnem cilji in glavne funkcionalnosti
teh sistemov precej podobni, cˇe ne enaki. Glede na upravljanje in poslovanje
lahko razdelimo sisteme CRM na tri podpodrocˇja [3]:
1. Operativni sistem CRM: glavni cilj je avtomatizacija prodaje, trzˇenja
in podpore strankam.
2. Analiticˇni sistem CRM: vloga analiticˇnega sistema CRM je pridobiva-
nje podatkov o strankah iz razlicˇnih virov in analiza le teh ter porocˇanje,
z namenom izboljˇsanja storitev in poslovnih procesov.
3. Sodelovalni sistem CRM: komunikacija med dobavitelji, prodajalci in
strankami ter koordinacija procesov.
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Kot vidimo, vsa zgornja podpodrocˇja skupaj pokrivajo funkcionalnosti







• povezljivost do zunanjih sistemov.
2.1.3 Sistem CRM - informacijske resˇitve
Za hitro in ucˇinkovito uporabo strategije CRM v praksi je danes kljucˇna
dobra informacijska podpora. Z uporabo sodobnih informacijskih tehnolo-
gij (baza podatkov, internet, elektronska posˇta, itd.) lahko sistemi CRM
zdruzˇujejo podatke iz razlicˇnih virov in uporabnikom nudijo celostni pogled
na stranko v realnem cˇasu. Poleg tega lahko hranijo razlicˇne dokumente,
podatke o sestankih, telefonskih klicih, opravilih in drugo. S sistemom lahko
povezˇemo svojo elektronsko posˇto in izvajamo t.i. kampanje elektronske
posˇte ter posˇiljamo celo SMS sporocˇila. Generiramo lahko razlicˇne doku-
mente, kot so na primer porocˇila ali pa razni drugi dokumenti. Mozˇnosti je
veliko.
Sistem CRM je informacijska resˇitev oziroma racˇunalniˇski program, ki na
enem mestu zdruzˇuje in omogocˇa vse funkcionalnosti za podporo poslovanja
po strategiji CRM. Je celovit poslovni informacijski sistem.
2.1.4 Obstojecˇe programske resˇitve
Zˇe samo v Sloveniji je kar nekaj ponudnikov, ki ponujajo sisteme CRM. Velika
vecˇina taksˇnih sistemov je zelo splosˇnih in pokrivajo prakticˇno vsa podrocˇja
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uporabe. Taksˇni sistemi so sicer ustrezni skoraj za vsako organizacijo, vendar
pa niso nikjer idealni. Nekatere placˇljive pa tudi odprtokodne resˇitve sicer
ponujajo mozˇnost prilagoditve posameznih modulov in polj entitet, vendar
imajo tudi te svoje omejitve.
Slabost taksˇnih splosˇnih, vecˇnamenskih programskih resˇitev je ta, da s seboj
prinesejo veliko nepotrebnih funkcionalnosti, po domacˇe “balasta”, in hitro
postanejo nepregledne ter neuporabne. Hitrost in ucˇinkovitost taksˇne pro-
gramske resˇitve je omejena, sˇe posebej v primerjavi s prilagojenimi sistemi
CRM, ki poudarjajo specificˇnost posameznega podrocˇja. V teoriji in praksi
zasledimo osnovne vrste taksˇnih sistemov [4]:
• eCRM (ang. electronic CRM),
• ECRM (ang. enterprise CRM),
• PRM (ang. partners CRM),
• cCRM (ang. collaborative CRM),
• SRM (ang. supplier CRM),
• xCRM (novejˇse hibridne oblike CRM).
Ponudnikov sistemov CRM je na trgu iz dneva v dan vecˇ, najpomemb-
nejˇso vlogo pa tako v svetovnem merilu kot v Sloveniji igrajo tisti, ki so
namenjeni srednje velikim in velikim podjetjem. V Sloveniji se najpogosteje
uporabljajo placˇljivi sistemi: Intrix CRM, Salesforce, Microsoft Dynamics
CRM, SAP CRM, Oracle CRM in drugi.
Nekateri ponudniki ponujajo cenejˇse odprtokodne resˇitve in prilagoditve le
teh, vendar so taksˇne aplikacije ponavadi slabo podprte, zastarele in pocˇasnejˇse
v primerjavi z zgoraj omenjenimi.
2.1.5 Najpogostejˇsi uporabniki sistemov CRM
Uporaba sistema CRM je smiselna skoraj v vsakem podjetju, ki ima stranke,
toda najvecˇja dodana vrednost uporabe sistema je na posameznih podrocˇjih
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• bancˇniˇstva, zavarovalniˇstva in financ,
• proizvodnje.
2.2 Specificˇni sistem CRM za popolno pod-
poro
Ne bi pretiravali, cˇe bi dejali, da je sistem CRM nujno potreben za podjetje,
ki zˇeli zadovoljne in zveste stranke. Zahteve strank narasˇcˇajo, saj le te zˇelijo
izboljˇsane storitve, zato je sˇe kako pomembno, da podjetja svoje stranke
cˇimbolje poznajo.
Toda tu se je potrebno zavedati, da niso vse stranke enake, prav tako niso
enake storitve in produkti, ki jih ponujajo razlicˇna podjetja. Poslovanje
lahko podjetja izboljˇsajo tako, da se cˇimbolj prilagodijo svojim strankam in
njihovim potrebam ter poslovnim procesom, ki jih izvajajo.
2.2.1 Sistem CRM za nepremicˇninske agente
Eno izmed podrocˇij, kjer splosˇen sistem CRM ni najbolj primeren, je podrocˇje
trgovanja z nepremicˇninami, s katerimi se ukvarjajo nepremicˇninske agencije
in nepremicˇninski agenti. Njihovo delo je iskanje primernih nepremicˇnin za
stranke, ki iˇscˇejo oziroma kupujejo dolocˇeno nepremicˇnino, in iskanje kupcev
za tiste stranke, ki neko nepremicˇnino prodajajo ali oddajajo v najem.
Tu so produkti torej nepremicˇnine, kontakti pa so kupci oziroma morebitni
kupci nepremicˇnin in prodajalci oziroma morebitni prodajalci nepremicˇnin.
Potencialne stranke pa predstavljajo zasebni prodajalci, ki bi jih agenti lahko
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zastopali, vendar jih sˇe ne. Poslovni procesi, ki jih vsakodnevno uporabljajo
nepremicˇninski agenti, so torej precej jasni, vendar specificˇni.
Poglavje 3
Pregled in opis uporabljenih
tehnologij ter orodij
V tem poglavju bomo pregledali in opisali orodja in tehnologije, ki smo jih
uporabili pri razvoju spletne aplikacije. Pri tem se ne bomo spusˇcˇali v po-
drobnosti vseh tehnologij, saj to ni namen tega dela, zato bomo nekatere
samo omenili. Bolj kot sama orodja in tehnologije je pomembna uporaba le
teh. Vecˇ pozornosti bomo namenili nacˇrtovanju in razvoju sistema CRM,
arhitekturi, funkcionalnostim ter dobri uporabniˇski izkusˇnji.
Preden nadaljujemo z opisom uporabljenih tehnologij bi radi izpostavili, da
se nasˇa aplikacije razlikuje od vecˇine klasicˇnih aplikacij in spletnih strani, ki
jih poznamo. Pri nas je celotna programska resˇitev sestavljena iz dveh delov.
Prvi del je strezˇniˇski del, ki pri obicˇajnih aplikacijah zgradi vsako zahtevano
stran in jo posˇlje uporabniku, pri nas pa ta del zgradi le prvo stran, od tu
naprej pa strezˇnik zagotavlja le sˇe podatke, gradnja strani pa se zgodi na
drugem delu, to je na strani odjemalca. Taksˇno vrsto aplikacije imenujemo
SPA (ang. single-page application), vecˇ o tem pa bomo povedali v nadalje-
vanju.
Zaenkrat je pomembno povedati, da smo strezˇniˇski del implementirali v pro-
gramskem jeziku Python, z uporabo ogrodja Django REST Framework, od-




Git je sistem za nadzor verzij oziroma VCS (ang. version control system) in se
ga zelo pogosto uporablja pri razvoju aplikacij. Omogocˇa, da vecˇ uporabnikov
dela istocˇasno na istem projektu. Pomembna prednost uporabe je nadzor
in upravljanje verzij programa. Mi smo ga pri razvoju uporabili predvsem
zaradi preprecˇitve nezˇelenih sprememb ali celo morebitne izgube podatkov.
3.2 Django REST Framework in Django
Django Rest Framework (DRF) je ogrodje za izdelavo koncˇnih tocˇk API (ang.
application programming interface), ki temelji na ogrodju Django. DRF zˇe
vsebuje podporo za avtentikacijo, lazˇje upravljanje dovoljenj in pravic, upra-
vljanje razlicˇic, in drugih funkcionalnosti, ki jih potrebujemo za hitro in
enostavno vzpostavitev spletnih storitev temeljecˇih na arhitekturi REST [6].
Django pa je odprtokodno MVC (ang. model-view-controller) ogrodje za
izdelavo spletnih aplikacij, napisano v programskem jeziku Python. Prva
razlicˇica je bila javno izdana 21. julija 2005, ogrodje pa je vzdrzˇevano pod
okriljem neprofitne organizacije Django Software Foundation (DSF) [7].
Glavna prednost Djanga je hitra in enostavna izdelava kompleksnih sple-
tnih aplikacij, ki uporabljajo podatkovne baze. Filozofija ogrodja temelji na
vecˇkratni uporabi komponent, hitrem razvoju in principu DRY (ang. don’t
repeat yourself). Ogrodje ima vgrajen modul ORM (ang. object-relational
mapping). To je mediator med podatkovnim modelom (razred v Pythonu)
in podatkovno bazo, ki nam olajˇsa povezovanje ter komuniciranje z bazo.
3.3 PostgreSQL
PostgreSQL je zmogljiv, odprtokoden sistem za upravljanje s podatkovnimi
bazami oziroma ORDBMS (ang. object-relational database management sy-
stem). Prva razlicˇica je bila izdana zˇe leta 1996 [8]. Glavna funkcija je seveda
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varna hramba podatkov, ki pa je zanesljiva in hitra. Tekmuje s sˇtevilnimi
konkurenti, vendar je za razliko od nekaterih drugih (npr. MSSQL, Oracle,
itd.) tudi brezplacˇen.
3.4 AngularJS
AngularJS je odprtokodno JavaScript MVC ogrodje za izdelavo aplikacij na
strani odjemalca. Prva razlicˇica je bila izdana konec oktobra 2010, s strani
Googla, ki ga skupaj s skupino posameznikov podpira in sˇe naprej razvija.
Trenutno (polovica leta 2016) je v fazi razvoja Angular 2 (beta verzija), ki
prinasˇa velike sintakticˇne in konceptualne spremembe [9].
Glavna filozofija tega priljubljenega ogrodja je locˇitev manipulacije DOM
(ang. document-object model) elementov (drugacˇe povedano upravljanje
gradnikov spletnih strani), ki se izvaja na odjemalcˇevi strani, od poslovne
logike, ki se izvaja na strezˇniˇski strani. To med drugim omogocˇa socˇasni
razvoj in ponovno uporabo posameznih komponent na obeh straneh.
AngularJS implementira MVC arhitekturni vzorec aplikacij, ki locˇuje aplika-
cijo v razlicˇne dele, vsakega s svojo odgovornostjo. V tem kontekstu model
(ang. model) definira podatke za prikaz, pogled (ang. view) pa skrbi za pri-
kaz podatkov iz modela in omogocˇa dvosmerno spreminjanje podatkov (ang.
2-way data binding). To pomeni, da kadarkoli se spremeni pogled, se spre-
meni tudi model. Nadzornik (ang. controller) vsebuje kodo, ki se odziva na
akcije uporabnika in kodo za pripravo podatkov modela.
Ogrodje vsebuje sˇtevilne komponente, s katerimi lahko gradimo sodobne,
“bogate” internetne aplikacije. Spodaj bomo omenili le nekaj pomembnih
izrazov in komponent tega ogrodja:
• Izraz (ang. expression): omogocˇa dostop do spremenljivk in funkcij
znotraj predlog.
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• Kontekst (ang. scope): kontekst, ki povezuje objekte z dolocˇenim
modelom, deluje kot lepilo med modelom in pogledom.
• Nadzornik (ang. controller): vsebuje poslovno logiko za prikaze.
• Storitev (ang. service): vsebuje poslovno logiko neodvisno od pri-
kaza.
• Direktiva (ang. directive): je komponenta, ki predstavlja nov
HTML element. Omogocˇa dostop do spremenljivk in funkcij nasˇe apli-
kacije znotraj HTML-ja.
• Modul (ang. module): del aplikacije, ki je lahko nadzornik, storitev
ali katera druga komponenta.
• Predloga (ang. template): HTML datoteka, ki vsebuje tudi direk-
tive. Skrbi za prikaz podatkov iz nadzornika in modela.
• Filter: formatira izpis za ustrezen prikaz.
3.5 Grunt
Grunt je orodje za opravljanje ponavljajocˇih se opravil oziroma avtomatiza-
cijo. Na kratko povedano nam Grunt olajˇsa izvajanje opravil v JavaScriptu.
Najpogosteje se ga uporablja za: minifikacijo datotek, kopiranje datotek,
testiranje in druga opravila.
3.6 Bootstrap
Bootstrap je brezplacˇno odprtokodno ogrodje za izdelavo odzivnih (ang. re-
sponsive) spletnih strani in aplikacij. Odzivne spletne strani so taksˇne, kjer se
izgled strani prilagaja velikosti okna (brskalnika). S tem lahko dosezˇemo, da
je stran prilagojena tudi za mobilne naprave, kot so telefoni in tablice. Vse-
buje HTML in CSS predloge za kljucˇne elemente vsake strani (npr. obrazci,
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gumbi, navigacija, itd.) ter z njimi povezane JavaScript razsˇiritve. Prva
verzija tega ogrodja je bila izdana sredi leta 2011, in sicer s strani Twitterja
[10]. Trenutno je v izdelavi cˇetrta verzija Bootstrap ogrodja.
3.7 HTML5 in CSS3
HTML5 je oznacˇevalni jezik, ki se uporablja za definiranje dokumentov na
spletu. Gre za peto, trenutno, verzijo HTML standarda, ki je bila objavljena
konec leta 2014 [11]. Jezik sestavljajo znacˇke, atributi in vsebina znacˇk. S
temi elementi definiramo postavitev vsebine (besedilo, slike, videoposnetki,
itd.) na strani.
Poleg HTML-ja se pri oblikovanju strani uporablja sˇe kaskadne slogovne
pole oziroma CSS (ang. cascading style sheets). CSS pa je jezik, s kate-
rim natancˇneje oblikujemo stran. S CSS selektorji lahko izberemo vecˇ ali pa
posamezen HTML element znotraj neke spletne strani. Tako izbranim ele-
mentom lahko spreminjamo lastnosti. Dolocˇimo lahko vse od pisave, barv,




Pred samim razvojem aplikacije moramo natancˇno analizirati zahteve upo-
rabnikov in na podlagi teh dolocˇiti osnovne funkcionalnosti programa. Ko
enkrat vemo, katerim zahtevam moramo zadostiti in kaj bomo razvijali, lahko
izberemo platformo za razvoj. V nasˇem primeru je pomembna tudi dobra
uporabniˇska izkusˇnja, zato smo se odlocˇili, da bomo izdelali t.i. eno-stransko
aplikacijo oziroma SPA. Glavna znacˇilnost eno-stranskih aplikacij je, da so
v sˇtevilnih lastnostih podobne klasicˇnim namiznim aplikacijam. Za taksˇno
aplikacijo je potrebno veliko JavaScript kode in manipulacije strani, zato smo
se odlocˇili za dvo-delno arhitekturo, sestavljeno iz strezˇniˇskega dela, ki zago-
tavlja storitve, in odjemalskega dela, ki skrbi za prikaz ter vnos podatkov.
Za lazˇjo implementacijo dodelanih uporabniˇskih vmesnikov smo uporabili
ogrodje AngularJS. Drugi pomemben cilj, ki smo mu sledili, je uporabnost
aplikacije na mobilnih napravah. Zato smo aplikacijo naredili odzivno in pri-
lagodljivo, pri cˇemer smo si pomagali z ogrodjem Bootstrap. V tem poglavju
si bomo na hitro pogledali arhitekturo aplikacije in implementacijo posame-





Nasˇa aplikacija je sestavljena iz dveh delov. Prvi, strezˇniˇski del je implemen-
tiran v ogrodju Django in tecˇe na spletnem strezˇniku (npr. Apache, Nginx,
Cherokee, itd.). Ta del nam omogocˇa upravljanje s podatki, ki jih hranimo
v PostgreSQL podatkovni bazi. Do podatkov lahko dostopamo, jih urejamo,
dodajamo ali briˇsemo preko koncˇnih tocˇk API, ki smo jih definirali. Poleg
tega skrbi strezˇniˇski del tudi za integriteto podatkov in varnost, lahko pa iz-
vaja tudi razne procedure ter skrbi za viˇsje-nivojsko poslovno logiko, ki mora
biti enaka za vse odjemalce. Taksˇna arhitektura nam zlahka omogocˇa tudi
izdelavo “prave” mobilne aplikacije, saj bi ta do podatkov lahko dostopala
preko istih spletnih storitev, pri cˇemer bi bilo potrebno izdelati le nov odje-
malski del.
Drugi, vidnejˇsi del nasˇe aplikacije pa predstavlja odjemalski del, ki je kot
pri vecˇini spletnih aplikacij, kar uporabniˇski vmesnik. Tega smo implemen-
tirali v tehnologijah JavaScript, HTML5 in CSS3, pri tem pa smo uporabili
ogrodji AngularJS in Bootstrap. S pomocˇjo ogrodja AngularJS smo v jeziku
JavaScript spisali logiko, ki se izvaja na odjemalcu in implementirali inte-
raktivne strani, tako da smo razsˇirili HTML elemente z lastnimi direktivami.
Bootstrap smo uporabili za izdelavo lepsˇih, odzivnih strani. S pomocˇjo obeh
ogrodij smo zagotovili bolj tekocˇo uporabniˇsko izkusˇnjo in lepsˇe ter odziv-
nejˇse uporabniˇske vmesnike.
V odjemalskem delu podatkov ne shranjujemo, razen za potrebe avtentika-
cije, kjer uporabljamo lokalno shrambo v odjemalcˇevem brskalniku. Aplika-
cija uporablja prej omenjene spletne storitve, preko katerih pridobiva oziroma
shranjuje podatke. V nasˇem primeru koncˇne tocˇke API sledijo RESTful arhi-
tekturnem slogu. Slog mora zadosˇcˇati naslednjim arhitekturnim omejitvam
[12]:
• locˇitev odjemalca in strezˇnika,
• brez stanja (ang. stateless), komunikacija mora vsebovati vso potrebno
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informacijo,
• uporaba medpomnenja (ang. caching) za ponovno uporabo odgovorov
v kasnejˇsih zahtevah,
• vecˇplastni sistem (ang. layered system), odjemalec se ne zaveda nepo-
sredno s kom komunicira,
• enoten vmesnik (ang. uniform interface), vsi odjemalci dostopajo do
storitev po enotnem vzorcu.








Pri tem se uporablja protokol HTTP, podatki pa se prenasˇajo v formatu
JSON.
4.1.1 Eno-stranska aplikacija
Nasˇo aplikacijo lahko opredelimo tudi kot eno-stransko aplikacijo oziroma
SPA (ang. single-page application), ker je v sˇtevilnih lastnostih podobna
namiznim aplikacijam.
Pri klasicˇnih spletnih aplikacijah se celotna stran zgradi na strezˇniku in nato
posˇlje odjemalcu, ki jo prikazˇe. Enako se zgodi za vsako posamezno stran,
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ki jo zahteva odjemalec. Pri aplikaciji SPA je zgodba drugacˇna. V primeru
aplikacij SPA se samo prva stran zgradi na strezˇniku, nato pa se za vsako
nadaljnjo stran, ki jo zahteva odjemalec, posˇljejo samo sˇe podatki (Slika
4.1). Zaradi tega aplikacija, potem ko je enkrat nalozˇena, deluje hitreje in
bolj tekocˇe. Od tod tudi ime eno-stranska, saj se samo prvicˇ prenese stran,
potem pa samo sˇe deli strani oziroma podatki.
Slika 4.1: Arhitektura aplikacije SPA
Glavni prednosti aplikacij SPA sta bolj tekocˇa uporabniˇska izkusˇnja in manjˇsa
obremenitev strezˇnika, saj ta ni vecˇ zadolzˇen za gradnjo strani ter posˇilja le
sˇe gole podatke [13].
4.2 Podatkovni model
Po postavljenih osnovnih zahtevah, smo pricˇeli z razvojem aplikacije. Najprej
smo se lotili strezˇniˇskega dela in pripadajocˇe podatkovne baze. V naspro-
tju s tradicionalnim razvojem, kjer se celotni podatkovni model razvije na
zacˇetku, smo uporabili agilnejˇsi pristop. Podatkovni model smo razvijali
sproti, v skladu z modulom, ki smo ga v tistem cˇasu razvijali.
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Entitetno-relacijskega modela nismo razvili v nacˇrtovalskem programu kot je
MySQL Workbench ali kaj podobnega, temvecˇ smo pisali razrede v Pythonu.
Shemo podatkov smo definirali v datotekah models.py, znotraj vsakega Django
“app-a”. V Djangu je “app” sklop povezanih funkcionalnosti aplikacije, neke
vrste modul. Razsˇiritev razreda models.Model v okolju Django predstavlja
tabelo, lastnosti razreda pa definirajo posamezne atribute in entitetne tipe
podatkovnega modela. Z izvedbo dveh preprostih ukazov (Koda 4.1) Djangov
vgrajeni modul ORM sam sinhronizira nasˇo podatkovno shemo v datotekah
models.py s podatkovno bazo in v njej ustvari dejanske tabele [14]. Ta funk-
cionalnost nam olajˇsa delo in privarcˇuje veliko cˇasa.
Koda 4.1: Migriranje podatkovne sheme v podatkovni bazi.
$ python manage . py makemigrations
$ python manage . py migrate
Podatkovni model smo sproti med razvojem ustrezno normalizirali, cˇesar
v nadaljevanju ne bomo vecˇ posebej poudarjali. Kot primer normalizacije
lahko navedemo lokacijo pri entiteti Product (opisan v naslednjem podpo-
glavju), ki je sestavljena iz vecˇih atributov (drzˇava, regija, obcˇina, cˇetrt). Za
te atribute smo znotraj sklopa ustvarili entiteto Location, entiteto Product
pa smo s tujim kljucˇem povezali z njo. Podobno smo storili tudi za ostale
primerljive primere.
4.2.1 Struktura podatkovnega modela
Pri vecˇjih projektih programska koda relativno hitro postane nepregledna
in zacˇne prihajati do zapletov ter podvajanj vsebine. Temu v izogib smo
strezˇniˇski del aplikacije in podatkovni model zgradili modularno. Projekt
smo razdelili na vecˇ vsebinsko povezanih modulov oziroma tako imenovanih
“app-ov”. Znotraj vsakega smo definirali pripadajocˇi del podatkovnega mo-
dela, zato bomo podatkovni model tako tudi predstavili. Slika 4.2 prikazuje
podatkovni model, ki smo ga razvili za potrebe nasˇe aplikacije. Vecˇ o sami
strukturi strezˇniˇskega dela bomo izvedeli v naslednjem podpoglavju.
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Slika 4.2: Podatkovni model
Diplomska naloga 23
4.2.1.1 Uporabniki in organizacija
Uporabniki nasˇe aplikacije so nepremicˇninski agenti. Izvirni model uporab-
nika, ki pride zraven Djanga, hrani osnovne podatke o uporabniku: upo-
rabniˇsko ime, geslo, elektronska posˇta, ime in priimek.
Za potrebe nasˇe aplikacije smo ta model razsˇirili z entiteto Account (Koda 4.2),
katere atributi so: telefon (telephone), licenca agenta (license number), slika
uporabnika (avatar), logicˇna vrednost (is manager), ki nam pove ali je agent
upravljalec ali ne, jezik (language) in tuji kljucˇ organization, ki agenta pove-
zuje z organizacijo.
Koda 4.2: Izvorna koda entitete Account
c l a s s Account ( models . Model ) :
user = models . OneToOneField (User , on de l e t e=models .CASCADE)
phone = models . CharField ( max length=15, blank=True )
l i c ense number = models . I n t e g e rF i e l d ( blank=True , nu l l=True )
avatar = ImageField ( blank=True , nu l l=True , d e f au l t=’ images /
user−de f au l t . png ’ , up load to=upload to )
language = models . CharField ( cho i c e s=s e t t i n g s .LANGUAGES,
d e f au l t=’ en ’ , max length=4)
is manager = models . BooleanFie ld ( d e f au l t=Fal se )
o r gan i z a t i on = models . ForeignKey ( Organizat ion , nu l l=True )
de f s t r ( s e l f ) :
r e turn ( ”%s %s” ) % ( s e l f . user . f i r s t name , s e l f . use r .
last name )
V tem sklopu smo definirali tudi entiteto Organization, saj zˇelimo, da nasˇa
aplikacija podpira vecˇ organizacij, torej vecˇ nepremicˇninskih agencij hkrati.
Entiteta hrani podatke o organizaciji: kratek naziv in dolg naziv podjetja,
opis dejavnosti, davcˇna in maticˇna sˇtevilka, logotip ter spletna stran.
Vse pomembne entitete v nadaljevanju smo povezali z organizacijo, kar nam
omogocˇa, da lahko uporabnik vidi le podatke znotraj svoje organizacije, mi
pa lahko za vecˇ organizacij uporabimo le eno podatkovno bazo. To nam
omogocˇa lazˇje vzdrzˇevanje, pregled in nizˇje strosˇke.
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4.2.1.2 Produkti
Najbolj specificˇen del nasˇe aplikacije CRM so nepremicˇnine. Nepremicˇnino
smo v kontekstu strategije CRM poimenovali Product in predstavlja tudi
najvecˇjo entiteto nasˇega modela. Ta vsebuje sˇtevilne podatke o nepremicˇnini
in sˇe nekaj drugih podatkov, pomembnih za agente: zapiski agenta, povezava
z agenti, podatek o tem, kateri agent je pridobil nepremicˇnino, vir pridobitve
kontakta, provizija agenta in veljavnost pogodbe.
Podatki o nepremicˇnini so: vrsta pogodbe (prodaja oziroma oddaja), vrsta
nepremicˇnine, lokacija nepremicˇnine, cena nepremicˇnine, vrsta cene (enota ali
kvadratni meter), leto izgradnje, leto adaptacije, povrsˇina, povrsˇina parcele,
kratek in podroben opis, stanje nepremicˇnine, stanje opremljenosti, energijski
razred, stanje zemljiˇske knjige, opremljenost, prikljucˇki in sˇe nekaj drugih.
Produkt je povezan z enim ali vecˇimi kontakti (Contact). V tem primeru
so povezani kontakti prodajalci nepremicˇnine, vecˇ o njih bomo povedali v
nadaljevanju tega podpoglavja.
Znotraj sklopa smo definirali tudi entitete, ki predstavljajo sˇifrante za opis
lokacije (drzˇava, regija, obcˇina, cˇetrt) in sˇifrante za ostale izbirne lastnosti
nepremicˇnine (npr. stanje nepremicˇnine, energijski razred, prikljucˇki, itd).
Za slike nepremicˇnin smo definirali entiteto ProductImage.
4.2.1.3 Kontakti
Strategija CRM se osredotocˇa na stranke, te torej predstavljajo najpomemb-
nejˇsi del aplikacije. Stranke bomo v nasˇi aplikaciji imenovali kontakti. To so
fizicˇne osebe, ki so lahko tudi kupci ali prodajalci oziroma oboje hkrati.
Entiteta Contact hrani osnovne kontaktne podatke kot so: ime, priimek, ele-
ktronska posˇta, telefon, lokacija, podjetje in sˇe nekaj drugih. Povezana je
tudi z organizacijo (Organization) in agenti (Account).
Znotraj sklopa smo definirali tudi entiteto Filter. Ta se uporablja za hranje-
nje podatkov o nepremicˇnini, katero iˇscˇe oziroma kupuje stranka (kontakt).
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Gre torej za iskalni filter, preko katerega v nadaljevanju poiˇscˇemo ujemanje
kontakta in nepremicˇnine. Takemu ujemanju recˇemo prilozˇnost, o tem bomo
vecˇ povedali v nadaljevanju. Filter je torej povezan s kontaktom, na drugi
strani pa vsebuje sˇtevilne atritbute, podobne tistim v entiteti Product : vrsta
pogodbe, lokacije nepremicˇnine, cena od in cena do, stanje nepremicˇnine ter
sˇe nekatere.
4.2.1.4 Potencialne stranke
Sˇe en pomemben del strategije CRM predstavljajo potencialne stranke ozi-
roma Leads. Tukaj smo definirali entiteto Lead, katera je zelo podobna kon-
taktu in vsebuje osnovne kontaktne podatke neke osebe. Ravno tako je po-
vezana z agenti in organizacijo. Kadar neka potencialna stranka postane
stranka, potem to entiteto pretvorimo v kontakt. Ker pa bo v dejanski upo-
rabi potencialnih strank verjetno precej vecˇ kot pravih, jih ne zˇelimo mesˇati
s pravimi kontakti, kar je razlog za uvedbo svoje entitete.
4.2.1.5 Prilozˇnosti
Prilozˇnost oziroma Opportunity je entiteta, ki hrani podatke o kontaktu in
nepremicˇnini (produktu), ki se ujema s kontaktom, glede na kriterije njego-
vega iskalnega filtra. Entiteta poleg produkta in kontakta hrani tudi status,
ki pove, ali je kontakt ujemajocˇi se produkt zˇe pregledal ter ali je zanj za-
interesiran ali ne. Zraven hrani sˇe atribut ponujena cena (offered price) in
datum ponudbe (date offered). Vsi trije podatki so zanimivi za agente, da
vedo, koliko je posamezen kontakt za nepremicˇnino najvecˇ ponudil, in kdaj.
4.2.1.6 Podjetja
Podjetje oziroma Company je entiteta, ki hrani osnovne podatke nekega pod-
jetja. Te so: naziv, opis, davcˇna in maticˇna sˇtevilka, spletna stran in sˇe nekaj
drugih. Kontakti so s podjetji povezani.
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4.3 Strezˇniˇski del aplikacije
Nekaj o strezˇniˇskem delu aplikacije smo razlozˇili zˇe v uvodu. Povedali smo, da
je napisan v programskem jeziku Python, realiziran pa je s pomocˇjo Django
REST Framework ogrodja, namenjenega izdelavi REST API-jev. Njegova
naloga je upravljanje s podatki, arhitektura pa sledi RESTful arhitekturnem
slogu. Tudi tu smo se razvoja lotili modularno in smo sledili arhitekturi
MVC in principu DRY. Za uporabo Djanga smo se odlocˇili, ker omogocˇa
hiter razvoj kompleksnih aplikacij, ki so skalabilne in varne. V kombinaciji z
DRF je primerno orodje za izdelavo API-jev. Nekaj izkusˇenj s Pythonom in
ogrodjem smo zˇe imeli, kar nam je delo malce olajˇsalo.
4.3.1 Struktura DRF projekta
Projekt je sestavljen iz vecˇ vsebinsko in funkcionalno povezanih Python mo-
dulov oziroma “app-ov”. Eden ima vedno ime, ki je enako imenu projekta.
V tem hranimo nastavitve in povezave vezane na celoten projekt. Znotraj
posameznega modula najdemo vecˇ datotek. Za nas so pomembne naslednje:
Datoteka models.py definira entitete podatkovnega modela. Poseben opis
ni potreben, saj smo o tem govorili zˇe v prejˇsnjem podpoglavju.
Datoteka views.py hrani poglede. Pogled je funkcija, ki vracˇa HTTP od-
govor. V splosˇnem je odgovornost pogleda, da glede na podane pa-
rametre pridobi in vrne podatke. V DRF pogled predstavlja koncˇno
tocˇko API (ang. endpoint), ki vrne odgovor v formatu JSON. Pogle-
dov imamo vecˇ vrst: pogledi ki vrnejo seznam podatkov, pogledi ki
vrnejo tocˇno dolocˇen objekt, pogledi ki omogocˇajo vnos podatkov, po-
gledi ki omogocˇajo posodabljanje podatkov in pogledi, ki omogocˇajo
odstranjevanje.
Datoteka serializers.py hrani tako imenovane pretvornike, ki skrbijo za
predstavitev nasˇih podatkov in deluje kot nekaksˇen most, saj pretvarja
podatke iz formata JSON v objekte razumljive Djangu, in obratno.
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Datoteka urls.py hrani poti, preko katerih dostopamo do nasˇih storitev.
Vsak pogled povezˇemo z dolocˇenim URL-jem in tako definiramo koncˇno
tocˇko API. Obstaja pa tudi globalna datoteka urls.py, v kateri so de-
finirane poti do “app-ov”, kateri prevzamejo nadaljnje usmerjanje. Ta
se nahaja v “app-u”, ki nosi isto ime kot projekt.
Datoteka admin.py pove Djangu, katere entitete podatkovnega modela
lahko skrbnik vidi in ureja na strani za skrbnike. Poleg tega, lahko v
datoteki prilagodimo izgled in postavitev nekaterih gradnikov.
4.3.2 Stran za skrbnike
Ena izmed bolj uporabnih komponent Djanga je avtomatiziran uporabniˇski
vmesnik za skrbnike strani (administratorje). Ta s pomocˇjo meta podatkov
podatkovnega modela in datotek admin.py zagotavlja vmesnik, kjer lahko
skrbnik ureja vsebino strani (Slika 4.3). Stran je sˇe posebno uporabna za hitro
urejanje podatkov, za katere drugacˇe ni uporabniˇskega vmesnika. Tako za
pregled ali vnos nekaterih podatkov skrbniku ni potrebno neposredno brskati
po podatkovni bazi.
Mi ga med drugim uporabljamo za kreiranje nove organizacije in vsaj enega
uporabnika, saj registracije v tej verziji aplikacije nismo implementirali.
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Slika 4.3: Urejanje profila agenta na strani za skrbnike
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4.3.3 Verzioniranje APIja
Dodajanje novih funkcionalnosti in odpravljanje hrosˇcˇev nas silita v izdajo
novih verzij spletnih storitev. Ker zˇelimo ta proces cˇimbolj poenostaviti,
smo se drzˇali dobre prakse nacˇrtovanja storitev. S tem namenom, smo
vse strezˇniˇske poti definirali v novi datoteki urls v1.py, v datoteki urls.py
(Koda 4.3) pa smo ustvarili povezavo do te. Tako ob izdaji nove verzije samo
naredimo povezavo do nove datoteke (npr. urls v2.py). S tem omogocˇimo
lazˇji prehod na novo verzijo storitev in hkrati zagotovimo, da stare verzije sˇe
vedno delujejo dolocˇen cˇas za lazˇji prehod vseh odjemalcev.
Koda 4.3: Vsebina datoteke urls.py
u r l p a t t e r n s = [
u r l ( r ’ ˆv1/ ’ , i n c lude ( ’ recrm api . u r l s v 1 ’ , namespace=’ v1 ’ ) ) ,
u r l ( r ’ ˆadmin/ ’ , admin . s i t e . u r l s ) ,
]
4.3.4 Lokalizacija
Celotno aplikacijo smo zasnovali v anglesˇkem jeziku, vendar zˇelimo kljub
temu podpreti tudi druge jezike. Za taksˇno prilagoditev moramo poskrbeti
za ustrezne prevode v obeh delih aplikacije. Vecˇina besedil, ki jih zˇelimo pre-
vesti se nahaja na uporabniˇskem vmesniku, na strezˇniˇski strani je potrebno
poskrbeti le za prevode nekaterih sˇifrantov.
Tiste vrednosti izbirnih polj, ki smo jih definirali v kodi, smo oznacˇili za
prevod s posebno funkcijo ugettext(), ki je del ogrodja Django. Te oznacˇene
sˇifrante lahko kasneje prevedemo v datotekah s koncˇnico .po, ki jih ustvari
Django. Drugi sˇifranti so shranjeni v podatkovni bazi. Za prevod teh smo
uporabili poseben “app” Modeltranslation. Ta v podatkovni bazi ustvari do-
datna polja za prevedene vrednosti, ki jih lahko urejamo na strani za skrbnike.
Ob klicu storitve lahko nastavimo polje Accept-Language v glavi HTTP zah-
tevka in s tem Djangu povemo, v katerem jeziku naj vrne rezultate. Cˇe tega
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ne storimo, uporabi privzeti jezik, ki je nastavljen v datoteki settings.py. To
je anglesˇcˇina.
4.3.5 Koncˇne tocˇke API
Vsaka koncˇna tocˇka API, ki je del neke spletne storitve, je sestavljena iz
pogleda, definicije poti in komponente, ki skrbi za serializacijo. Pogled je
funkcija, v katerem se nahaja poslovna logika storitve. Komponenta za se-
rializacijo je v nasˇem primeru odgovorna za pretvorbo Pythonovih objektov
v format JSON in obratno (deserializacija). Za vsako koncˇno tocˇko API je
potrebno za pogled definirati tudi naslov, na katerem je storitev dostopna.
Implementacijo API-jev nam je olajˇsala uporaba pogledov ModelViewSet, ki
so zˇe implementirani v okviru DRF-ja. Za uporabo pogleda je dovolj, da
podamo model in komponento za serializacijo, za ostalo pa poskrbi DRF.
Ta zbirka pogledov v enem zagotavlja storitev za vse osnovne akcije nekega
modela: ustvari, preberi, posodobi, izbriˇsi (CRUD - create, read, update,
delete) in seznam. Delo nam olajˇsa tudi pri definiciji poti, saj ni potrebno
rocˇno povezati vseh akcij. Pomagamo si s funkcijo register, s katero defini-
ramo povezavo do pogleda, funkcija pa sama registrira poti do posameznih
akcij (Koda 4.4).
Koda 4.4: Primer registracije poti za zbirko pogledov urls.py
from rest f ramework . r ou t e r s import SimpleRouter
route r = SimpleRouter ( t r a i l i n g s l a s h=False )
route r . r e g i s t e r ( r ’ accounts ’ , v iews . AccountViewSet )
Uporabniki in organizacija (accounts) je sklop, ki vsebuje API-je za
upravljanje podatkovnih modelov uporabnika, uporabniˇskega profila
in organizacije. Vsebuje tudi storitev za avtentikacijo in menjavo gesla
uporabnika.
Produkti (products) predstavljajo najobsˇirnejˇsi sklop aplikacije, saj ima
entiteta veliko atributov in povezanih sˇifrantov. Glavna storitev je do-
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stopna na naslovu /api/v1/products/ in nam v sklopu zbirk pogledov
omogocˇa vse osnovne funkcije nad objekti.
Poleg tega smo v tem “app-u” implementirali sˇe dve koncˇni tocˇki API.
Prva, dostopna na naslovu /api/v1/products/metadata, nam vracˇa
seznam vseh sˇifrantov, ki jih odjemalska aplikacija potrebuje za napol-
nitev izbirnih seznamov pri dodajanju oziroma urejanju nepremicˇnine.
Druga pa nam, podobno kot prva, vracˇa seznam nepremicˇnin, vendar le
s podatki, ki jih v odjemalski aplikaciji na seznamu nepremicˇnin prika-
zujemo. Ta storitev ni nujno potrebna, je pa smiselna za optimizacijo.
Dostopna je na poti /api/v1/products/list.
Kontakti (contacts) so sestavljeni podobno kot sklop produkti. Glavna
storitev omogocˇa manipulacijo entitete Contact, zraven pa imamo sˇe
pogleda, ki vracˇata seznam meta podatkov, in okrnjen seznam kontak-
tov. Pot storitve je /api/v1/contacts/.
Potencialne stranke (leads) se ne razlikujejo veliko od prejˇsnjih dveh.
Vsebujejo enake storitve, dostopne pa so na naslovu /api/v1/leads.
Prilozˇnosti (opportunities) so v kontekstu strategije CRM, ko se nek ak-
tiven produkt (nepremicˇnina) ujema z iskalnimi kriteriji nekega kupca.
Vsaka prilozˇnost ima tudi status in nekaj drugih meta podatkov, zato
hranimo prilozˇnosti v podatkovni bazi, kot svojo entiteto.
Primerjava vseh produktov z vsemi iskalnimi filtri vseh kupcev je rela-
tivno kompleksna, zato bi scˇasoma lahko priˇslo do pocˇasnega delovanja,
cˇe bi vse mozˇne prilozˇnosti preverjali znova, ob vsakem klicu storitve.
Ker tega ne zˇelimo, smo iskanje optimizirali tako, da vsakicˇ, ko nekdo
doda, uredi ali zbriˇse nek produkt ali kontakt, preverimo, cˇe se pojavi
kaksˇna nova prilozˇnost oziroma kaksˇna prilozˇnost zbledi. S taksˇnim pri-
stopom pregled vseh mozˇnih kombinacij ni vecˇ potreben, kar je precej
ucˇinkovitejˇse in hitrejˇse. Za lazˇje iskanje prilozˇnosti smo spisali funk-
cijo is opportunity(filter, product), ki nam za podani iskalni filter kupca
in podan produkt vrne logicˇno vrednost True ali False (Koda 4.5).
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Storitev, ki vracˇa seznam prilozˇnosti je dostopna na naslovu /api/
v1/opportunities/. Ob klicu brez podanih parametrov storitev vrne
vse prilozˇnosti, ob podanem parametru contact id vrne prilozˇnosti za
kontakt in podobno za podan parameter product id. Ta dva API-ja
v odjemalskem delu aplikacije uporabimo za pridobitev podatkov o
prilozˇnostih v podrobnem pregledu produkta ali kontakta.
Koda 4.5: Funkcija is opportunity, ki preveri, cˇe je obstaja kaksˇna nova
prilozˇnost
’ ’ ’
Compare f i l t e r to product , r e turn true i f opportunity
e l s e f a l s e
’ ’ ’
de f i s oppo r tun i t y ( f , p ) :
opportunity = True
# Contract type - required
i f f . c on t ra c t type == ’ 3 ’ or f . c on t ra c t type == p .
con t ra c t type :
pass
e l s e :
r e turn Fal se
# p sort and type - required
product sor t matches = False
f o r f s t in f . p r oduc t s o r t s . a l l ( ) :
i f ( ( p . p roduc t so r t == f s t . p roduc t so r t and f s t .
product type == None) or
(p . p roduc t so r t == f s t . p roduc t so r t and p .
product type == f s t . product type ) ) :
product sor t matches = True
break
i f p roduct sor t matches :
pass
e l s e :
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re turn Fal se
# p location - required
l o ca t i on matche s = False
f o r l in f . l o c a t i o n s . a l l ( ) :
i f ( ( l . country == p . l o c a t i o n . country and l . r eg i on ==
p . l o c a t i o n . r eg i on and l . county == None
and l . d i s t r i c t == None )
or ( l . country == p . l o c a t i o n . country and l . r eg i on
== p . l o c a t i o n . r eg i on and
l . county == p . l o c a t i o n . county and l .
d i s t r i c t == None )
or ( l . country == p . l o c a t i o n . country and l . r eg i on
== p . l o c a t i o n . r eg i on and
l . county == p . l o c a t i o n . county and l .
d i s t r i c t == p . l o c a t i o n . d i s t r i c t )
) :
l o ca t i on matche s = True
break
i f l o ca t i on matche s :
pass
e l s e :
r e turn Fal se
i f ( f . n ea r c en t e r == True and p . l o c a t i o n . n ea r c en t e r ==
True ) or f . n ea r c en t e r == False :
pass
e l s e :
r e turn Fal se
i f ( f . n e a r r i ng == True and p . l o c a t i o n . n ea r r i ng == True
) or f . n e a r r i ng == False :
pass
e l s e :
r e turn Fal se
# Price
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i f ( ( f . p r i c e f r om and f . p r i c e t o and f . p r i c e f r om <= p .
p r i c e <= f . p r i c e t o )
or ( f . p r i c e f r om and not f . p r i c e t o and f .
p r i c e f r om <= p . p r i c e )
or ( not f . p r i c e f r om and f . p r i c e t o and p . p r i c e
<= f . p r i c e t o )
or ( not f . p r i c e f r om and not f . p r i c e t o ) ) :
pass
e l s e :
r e turn Fal se
# ...
re turn opportunity
Skupno (common) je “app”, ki smo ga ustvarili za poizvedbe, ki se ne
navezujejo na posamezen modul, ampak so skupne. Uporabili smo ga
za implementacijo API-ja, ki vracˇa uporabne statisticˇne podatke za
nadzorno plosˇcˇo. Poleg tega smo tu implementirali tudi storitev za
kreiranje Word dokumentov.
4.4 Odjemalski del aplikacije
Razvoja odjemalnega dela aplikacije smo se lotili s pripravo ustrezne struk-
ture projekta AngularJS. Poleg ogrodja AngularJS, smo za izgled spletnega
vmesnika uporabili placˇljivo tematsko predlogo, ki temelji na Bootstrapu.
Struktura in zasnova aplikacije sta nam bili pri razvoju pomembni, saj smo
uporabili veliko razlicˇnih knjizˇnic JavaScript in CSS, kar lahko ob slabi za-
snovi aplikacije povzrocˇi pocˇasno nalaganje in delovanje aplikacije. Da bi
se izognili omenjenim problemom, smo si pomagali z orodjem Grunt. Ta
nam je pomagal avtomatizirati opravila. S tem orodjem, smo na koncu tudi
enostavno minimizirali nekatere datoteke in pripravili projekt za produkcijo.
Dodatne knjizˇnice, s katerimi smo ustvarili bogat uporabniˇski vmesnik, pa
smo tekom razvoja nalozˇili s pomocˇjo orodja npm, ki je upravljalnik paketov
za JavaScript.
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4.4.1 Struktura AngularJS projekta
Podobno kot pri strezˇniˇskem delu smo tudi tu AngularJS aplikacijo razdelili
v vecˇ vsebinsko povezanih modulov. Modul je v okolju AngularJS zbiralnik
za razlicˇne gradnike aplikacije (nadzorniki, direktive, storitve, itd.). Znotraj
vsakega modula imamo vsaj datoteki controllers.js in services.js ter mapo
views. V prvi datoteki so nadzorniki (ang. controllers), v drugi pa storitve
za omenjeni modul. Znotraj mape views se nahajajo datoteke HTML, ki
predstavljajo delne poglede (ang. partials). Z njihovo pomocˇjo prikazujemo
podatke oziroma obrazce za vnos podatkov.
V korenski mapi projekta najdemo datoteke: app.js, config.js in config.lazyload.js.
V datoteki app.js so definirani vsi moduli aplikacije in njihove odvisnosti ter
globalne spremenljivke [15] (Koda 4.6).
Koda 4.6: Definicija modulov - datoteka app.js
// Declare modules
angular . module ( ’crmApp . au then t i c a t i on ’ , [ ] ) ;
angular . module ( ’crmApp . account ’ , [ ] ) ;
angular . module ( ’crmApp . product ’ , [ ] ) ;
angular . module ( ’crmApp . contact ’ , [ ] ) ;
angular . module ( ’crmApp . l ead ’ , [ ] ) ;
angular . module ( ’crmApp . opportunity ’ , [ ] ) ;
angular . module ( ’crmApp ’ , [
’ u i . r out e r ’ , ’ u i . u t i l s ’ , ’ angular . f i l t e r ’ , ’ oc . lazyLoad ’
, ’ g e t t ex t ’ , ’ ngStorage ’ , ’ ngResource ’ , ’ ngDropzone ’ ,
’ 720kb . t o o l t i p s ’ ,
’ crmApp . au then t i c a t i on ’ , ’ crmApp . account ’ , ’ crmApp .
product ’ , ’ crmApp . contact ’ , ’ crmApp . l ead ’ , ’ crmApp .
opportunity ’
] )
V datoteki config.js so definirane poti oziroma stanja, podobno kot v
urls.py pri DRF. Pri vsakem stanju je treba definirati URL, HTML predlogo
(delni pogled) in nadzornika. V izseku programa (Koda 4.7) lahko vidimo sˇe
atributa authenticate in resolve. S prvim zahtevamo, da je uporabnik prija-
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vljen, znotraj drugega pa povemo, katere knjizˇnice in gradnike naj aplikacija
dodatno nalozˇi ob prihodu na omenjeno stanje.
Koda 4.7: Primer definicije poti - datoteka config.js
. s t a t e ( ’ app . product . add ’ , {
u r l : ”/add” ,
templateUrl : ”app/ s c r i p t s /product / views /product−add . html” ,
c o n t r o l l e r : ’ ProductAddControl ler ’ ,
au thent i ca t e : true ,
r e s o l v e : {
deps : [ ’ $ocLazyLoad ’ , f unc t i on ( $ocLazyLoad ) {
re turn $ocLazyLoad . load ( [ ’ s e l e c t ’ , ’ wizard ’ , ’
inputMask ’ , ’ autonumeric ’ ,
’ summernote ’ , ’ typehead ’ , ’ da t ep i cke r ’
] , {
i n s e r tB e f o r e : ’#l a z y l o ad p l a c eho l d e r ’
})
. then ( func t i on ( ) {
re turn $ocLazyLoad . load ( [
’ app/ s c r i p t s /product / s e r v i c e s . j s ’ ,
’ app/ s c r i p t s /product / c o n t r o l l e r s . j s ’ ,






Omenjene dodatne JavaScript in CSS knjizˇnice smo definirali v datoteki
config.lazyload.js. To uporablja knjizˇnica ocLazyLoad, ki sluzˇi lenemu nala-
ganju. Leno nalaganje (ang. lazy loading) je programerski pristop, kjer se
komponente in odvisnosti nalozˇijo sˇele, ko je to potrebno. Taksˇen pristop na-
laganja in incializacije objektov omogocˇa hitrejˇse delovanje aplikacije. Upo-
raba pristopa je sˇe posebej smiselna, kadar ima aplikacija veliko komponent,
kar v nasˇem primeru drzˇi.
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4.4.2 Lokalizacija
Ker zˇelimo podpreti uporabo aplikacije za uporabnike iz razlicˇnih drzˇav, mo-
ramo poskrbeti za prevode uporabniˇskega vmesnika. Uporabili smo preprosto
knjizˇnico za lokalizacijo aplikacij AngularJS, imenovano angular-gettext. Na-
slove, oznake in ostala besedila, za katere zˇelimo omogocˇiti prevode, smo v
HTML kodi oznacˇili z direktivo translate. Nato smo nastavili Grunt opravilo,
ki na izvedbo ukaza grunt build “izlocˇi” vsa oznacˇena besedila in ustvari da-
toteko s koncˇnico .po, pripravljeno za prevod (podobno kot pri strezˇniˇskem
delu aplikacije).
Jezik nastavimo v datoteki app.js, glede na nastavitve uporabnika. Naj-
prej nastavimo polje Accept-Language v glavi HTTP zahtevka, da bo stori-
tev vracˇala rezultate v pravem jeziku, nato pa nastavimo sˇe prevode upo-
rabniˇskega vmesnika (Koda 4.8).
Koda 4.8: Nastavitev jezika na strani odjemalca
$http . d e f a u l t s . headers . common [ ’ Accept−Language ’ ] = $rootScope .
g l o b a l s . account . language ;
// ...
get textCata log . setCurrentLanguage ( $rootScope . g l o b a l s . account .
language ) ;
4.4.3 Komponente spletnega vmesnika
Aplikacijo bomo predstavili po sklopih, kot smo jo tudi razvijali. Predstavili
bomo osnovne funkcionalnosti in poglede aplikacije ter poizkusili na hitro
razlozˇiti, kako kaj deluje. Pregledali bomo, kako se odjemalski del aplika-
cije povezuje na strezˇniˇski del in kako obdela podatke, ki jih od njega dobi
oziroma mu jih posreduje.
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4.4.3.1 Skupno (common)
Prvi sklop aplikacije smo poimenovali common. V njem so komponente, ki
so skupne vsem modulom: pogledi, nadzorniki, direktive in filtri. Glavni del,
ki je skupen vsem stranem, je izgled uporabniˇskega vmesnika.
Uporabniˇski vmesnik je razdeljen na vecˇ delov. Sestavljen je iz stranskega
navigacijskega menija, vrhnje vrstice z uporabniˇskimi orodji, polja za prikaz
vsebine, noge, dela za drobtine, in hitrega iskalnika. Vse te HTML predloge
se nahajajo znotraj mape views v modulu common, skupaj pa so v celoto
povezane v predlogi app.html (Koda 4.9).
Koda 4.9: Sestava posameznih delov strani v celoto - datoteka app.html
< ! -- Sidebar -->
<div ng−i n c lude s r c=” ’ app/ s c r i p t s /common/views / b locks / s id eba r .
html ’ ” inc lude−r ep l a c e>
</ div>
<div c l a s s=”page−conta ine r ”>
<div ng−i n c lude=” ’ app/ s c r i p t s /common/views / b locks /header .
html ’ ”></ div>
<div c l a s s=”page−content−wrapper”>
<div c l a s s=” content ”>
<div c l a s s=” f u l l −he ight f u l l −width” ui−view></ div>
</ div>
<div ng−i n c lude=” ’ app/ s c r i p t s /common/views / b locks /
f o o t e r . html ’ ”></ div>
</ div>
</ div>
< ! --Quickview -->
<div ng−i n c lude s r c=” ’ app/ s c r i p t s /common/views / b locks /
qu ick v iew . html ’ ” inc lude−r ep l a c e></ div>
< ! -- Overlay -->
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<div ng−i n c lude s r c=” ’ app/ s c r i p t s /common/views / b locks /
qu i ck s ea r ch . html ’ ” inc lude−r ep l a c e></ div>
Osnovna stran je definirana v datoteki index.html in se nahaja v korenski
mapi aplikacije. Na zacˇetku dokumenta z direktivo data-ng-app (Koda 4.10)
povemo, da je ta dokument nadrejen vsem ostalim pogledom, z direktivo
ng-controller pa, kateri nadzornik je s pogledom povezan. V preostalem delu
dokumenta so vkljucˇene vse potrebne knjizˇnice JavaScript in CSS.
Koda 4.10: Direktivi data-ng-app in ng-controller - datoteka index.html
< !DOCTYPE html>
<html lang=”en” data−ng−app=”crmApp” ng−c o n t r o l l e r=”
AppControl ler ”>
<head>
<meta http−equiv=” content−type ” content=” text /html ; cha r s e t=
UTF−8”/>
<meta cha r s e t=”utf−8”/>
V sklop skupno spada tudi domacˇa stran aplikacije, ki jo imenujemo nad-
zorna plosˇcˇa (ang. dashboard). Na tej strani so izpisani podatki o sˇtevilu
kontaktov, nepremicˇnin in prilozˇnosti. Tako lahko agent hitro opazi morebi-
tne nove prilozˇnosti ali druge novosti (Slika 4.4).
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Slika 4.4: Prikaz stranskega menija in nadzorne plosˇcˇe
4.4.3.2 Avtentikacija (authentication)
Naslednji pomemben vidik nasˇe aplikacije je prijava uporabnika, saj se mora
uporabnik za uporabo sistema obvezno prijaviti. Temu smo namenili celoten
modul, ker moramo poleg avtentikacije uporabnika, poskrbeti tudi za avto-
rizacijo dostopov do razlicˇnih delov aplikacije. Registracije na tem mestu
nismo razvili, saj mora novo organizacijo in vsaj enega uporabnika upra-
vljalca (agenta) dodati skrbnik sistema.
Uporabnik mora za prijavo vnesti uporabniˇsko ime in geslo (Slika 4.5).
Ob kliku na gumb Sign in v nadzorniku aplikacije klicˇemo storitev, ki smo
jo implementirali za avtentikacijo uporabnika. Ta koncˇni tocˇki API preko
varne povezave (HTTPS) posˇlje vnesˇena podatka. Spletna storitev preveri,
cˇe se uporabniˇsko ime in geslo ujemata. V primeru da se, strezˇnik generira
in shrani uporabniˇski zˇeton (ang. token) v podatkovno bazo ter nam ga v
odgovoru vrne, skupaj z osnovnimi podatki uporabnika. Te podatke shra-
nimo v lokalno shrambo brskalnika, da se ob morebitni osvezˇitvi strani ne
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Slika 4.5: Prijava uporabnika v aplikacijo
izgubijo. Ker je tudi za vsak nadaljnji klic nasˇe storitve potrebna avtentika-
cija, nastavimo sˇe privzeto glavo “Authorization”, z uporabniˇskim zˇetonom
(Koda 4.11) v AngularJS objektu $http. S tem dosezˇemo, da se ob vsakem
poslanem zahtevku na strezˇnik v glavo zahtevka HTTP avtomatsko doda
polje, potrebno za avtentikacijo na strezˇniku.
Preostane nam le sˇe, da uporabnika preusmerimo na domacˇo stran, kjer se v
zgornji orodni vrstici aplikacije pojavita ime in prikazna slika uporabnika.
Koda 4.11: Dodajanje zˇetona v glavo HTTP zahtevka
$http . d e f a u l t s . headers . common [ ’ Author i zat ion ’ ] = ’Token ’ +
$rootScope . g l o b a l s . token ;




Za prijavo uporabnika smo poskrbeli zˇe v modulu authentication. V sklopu
modula account, lahko uporabnik vidi in ureja svoj uporabniˇski profil. Spre-
meni lahko ime, priimek, licencˇno sˇtevilko, telefon, sliko profila, uporabniˇsko
ime, elektronsko posˇto in geslo. Na stran za urejanje profila lahko pride tako,
da klikne na gumb Profile. Do tega gumba pa pride tako, da v zgornji oro-
dni vrstici klikne na sliko profila, ki se nahaja na desni strani zaslona, poleg
svojega imena in priimka. Odpre se mu seznam, na katerem se poleg gumba
za urejanja profila nahaja sˇe gumb Logout, ki omogocˇa odjavo iz sistema.
Cˇe ima agent pravice upravljalca, je na seznamu tudi gumb Organization. Ta
pripelje uporabnika na stran, kjer lahko vidi in ureja tudi osnovne podatke o
organizaciji ter njenih agentih. Obstojecˇe profile lahko ureja in jim spremi-
nja dovoljenja. Lahko pa tudi kreira nove uporabniˇske profile ali obstojecˇe
deaktivira.
Posamezne strani smo razvili posebej. Vsak pogled smo definirali v mapi
views v svoji datoteki HTML (npr. account-edit.html). Vsak pogled je po-
vezan s svojim nadzornikom, ti pa se nahajajo v datoteki controllers.js. Za
urejanje profila smo definirali nadzornika AccountEditController.
Ker gre za urejanje, na zacˇetku nalozˇimo obstojecˇe podatke. Te navadno
pridobimo s klicem ustreznega API-ja, vendar v tem primeru to ni potrebno.
Podatke o uporabniku zˇe imamo shranjene v lokalni shrambi brskalnika,
saj smo jih pridobili med prijavo. Na tem mestu nastavimo spremenljivko
$scope.account, s podatki iz lokalne shrambe.
Sedaj, ko imamo podatke o uporabniku, jih moramo ustrezno “nalozˇiti” v
obrazec za urejanje. Vsebino vsakega vnosnega polja dolocˇimo z direktivo
ng-model. S tem povemo, s katero spremenljivko v kontekstu ($scope) je
vrednost vnosnega polja povezana (Koda 4.12). Povezava deluje v obe smeri
(ang. 2-way data binding).
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Koda 4.12: Del obrazca in vnosno polje za urejanje imena uporabnika
<form name=” forms . account ” c l a s s=”form−ho r i z on t a l ” r o l e=”form”
nova l i da t e=” nova l ida t e ”>
<div c l a s s=”form−group”>
< l a b e l c l a s s=” col−sm−3 contro l−l a b e l r equ i r ed ” f o r=”
f i rstName ” t r a n s l a t e>F i r s t name</ l a b e l>
<div c l a s s=” col−sm−3”>
<input type=” text ” c l a s s=”form−c on t r o l ” id=”
f i rstName ” name=” f irstName ”
ng−model=”account . f i rstName ” ng−r equ i r ed=”
true ”>
< l a b e l c l a s s=” e r r o r ”
ng−show=” forms . account . f i r stName . $ i nva l i d &&
showErrors ”
t r a n s l a t e>This f i e l d i s r equ i r ed .</ l a b e l>
</ div>
Formata podatkov uporabnika, ki jih storitev vracˇa in ki jih sprejema
za posodabljanje, se ne razlikujeta, zato dodatna obdelava ni potrebna. V
nekaterih drugih nadzornikih, kjer je podatkov vecˇ, je pogosto potrebno for-
matirati podatke v ustrezno obliko JSON, da ustrezajo strezˇniˇski storitvi, ki
se uporablja.
Uporabniˇski vmesnik in podatke imamo, potrebujemo le sˇe akcijo, ki bo
sprozˇila prenos podatkov na strezˇnik ter posodobitev uporabniˇskega profila.
Zato smo na koncu vnosnega obrazca dodali gumb Save, s katerim uporab-
nik shrani podatke. Gumbu smo dodali direktivo ng-click, ki definira, katera
funkcija v nadzorniku se klicˇe ob pritisku nanj. Funkcija preveri ustreznost
obrazca, cˇe so zahtevana polja izpolnjena, ter cˇe so pravilna. V primeru, da
ni napak, se klicˇe storitev AccountService, drugacˇe pa se uporabniku prikazˇe
obvestilo o napaki.
Storitev je v okolju AngularJS funkcija ali objekt za opravljanje specificˇnih
opravil in ga lahko uporabljamo po vsej aplikaciji, kar pripomore k orga-
nizaciji kode. Mi smo v vecˇini primerov implementirali lastne storitve za
komunikacijo s strezˇnikom, torej za pridobivanje ali shranjevanje podatkov
preko nasˇih storitev. AccountService smo podobno kot nadzornika definirali
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v skupni datoteki services.js, znotraj modula accounts (Koda 4.13).
Koda 4.13: Storitev za uporabnika
angular . module ( ’crmApp . account ’ )
. f a c t o r y ( ’ AccountService ’ , [ ’ $ r e sour ce ’ , ’ $rootScope ’ ,
f unc t i on ( $resource , $rootScope ) {
re turn $r e sourc e ( $rootScope .API + ’ / accounts / : id ’ , { id :







d e l e t e : {
method : ’DELETE’
} ,
c r e a t e : {




Storitev smo definirali z metodo factory, v kateri smo naredili objekt
tipa $resource. To je vgrajena storitev, ki omogocˇa komunikacijo z RESTful
storitvami. Podali smo mu pot do koncˇne tocˇke API za urejanje uporabnika
in definirali metode za razlicˇne akcije (GET, PUT, DELETE, POST).
4.4.3.4 Produkt (product)
Uporabniki imajo mozˇnost pregleda, dodajanja, brisanja in urejanja ne-
premicˇnin. Na stranskem navigacijskem meniju se ob kliku na zavihek Ne-
premicˇnine prikazˇe seznam nepremicˇnin. Iz seznama lahko uporabnik razbere
najpomembnejˇse podatke o nepremicˇnini, za boljˇso predstavo pa je zraven
tudi slika. Seznam lahko tudi sortira ali filtrira po agentih ali pa uporabi
iskalnik za hitrejˇse iskanje nepremicˇnine (Slika 4.6).
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Slika 4.6: Seznam nepremicˇnin
Na skrajnem desnem koncu vrstice seznama sta dve uporabni blizˇnjici.
Prva pripelje uporabnika neposredno na urejanje nepremicˇnine, druga pa na
prilozˇnosti povezane z nepremicˇnino. Za podroben pregled podatkov zado-
stuje klik kjerkoli na izbrani vrstici. V podrobnem pogledu lahko uporabnik
hitro ureja ceno, cˇe pa zˇeli urediti sˇe ostale podatke, pa to lahko stori s klikom
na gumb Edit. S klikom na gumb Deactivate lahko nepremicˇnino deaktivira.
Dodajanje nove nepremicˇnine poteka tako, da uporabnik najprej klikne na
gumb New property, ki je levo nad seznamom. Prikazˇe se obsˇiren obrazec za
vnos vseh podatkov, ki je razdeljen na vecˇ smiselnih sklopov, kar prispeva k
vecˇji preglednosti in doslednosti vnosa.
Najprej je potrebno vnesti podatke o vrsti in lokaciji nepremicˇnine (Slika 4.7).
Temu sledijo osnovne informacije nepremicˇnine, kot so: cena, velikost, sˇtevilo
nadstropij, leto izdelave in adaptacije, energijski razred, podatki o zemljiˇski
knjigi, podroben opis, vrste ogrevanja, prikljucˇki, itd. V zadnjem sklopu so
podatki o kontaktih (prodajalci) in podatki o pogodbi. Ko uporabnik obrazec
potrdi, se mu prikazˇe sˇe stran, na kateri lahko doda slike, nato pa s klikom
na gumb Save dokoncˇa postopek, aplikacija pa ga preusmeri na podroben
pregled dodane nepremicˇnine (Slika 4.8). Nepremicˇnino lahko agent vnese
tudi na terenu, preko mobilne naprave (Slika 4.9).
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Slika 4.7: Dodajanje nepremicˇnine - vrsta in lokacija
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Slika 4.8: Podroben pregled nepremicˇnine
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Slika 4.9: Dodajanje nepremicˇnine na mobilnem telefonu
Koncept implementacije posameznih pogledov v sklopu produktov je po-
doben, kot smo ga opisali v prejˇsnjem podpoglavju pri uporabnikih. V dato-
tekah HTML so definirani uporabniˇski vmesniki, v nadzornikih je poslovna
logika in pretvorba podatkov za prikaz oziroma za shranjevanje, medtem ko
je v storitvah koda za komunikacijo s strezˇnikom. Zaradi tega v nadaljevanju
posebne pozornosti implementaciji posameznih pogledov ne bomo vecˇ name-
njali in bomo raje opisali ter pokazali primere uporabe.
V tem sklopu imamo sˇtiri osnovne poglede: seznam, podroben pregled, do-
dajanje in urejanje. Vsak pogled ima pripadajocˇega nadzornika.
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ProductListController : je nadzornik, ki skrbi za seznam nepremicˇnin.
S storitvijo pridobimo seznam podatkov. Ker je seznam lahko dolg,
smo implementirali ostranjevanje. Za to smo spisali ustrezne funkcije,
implementirali pa smo tudi funkcije za sortiranje in iskanje po seznamu.
ProductDetailController : skrbi za podroben pogled nepremicˇnine. Nje-
gova naloga je, da s pomocˇjo storitve dobi vse podatke o nepremicˇnini
in jih spremeni v obliko, primerno za prikaz. Primarni kljucˇ produkta,
za katerega je potrebno prenesti podatke, dobimo kot parameter iz
URL-ja.
ProductAddController : je odgovoren za dodajanje nove nepremicˇnine.
Glavna funkcija je preverjanje pravilnosti vnosnega obrazca in pre-
tvorba podatkov v obliko, primerno za klic storitve.
ProductEditController : je nadzornik za urejanje obstojecˇe nepremicˇnine.
Podobno kot pri podrobnem pregledu iz URL-ja identificiramo produkt,
ki ga zˇeli uporabnik urediti. Preko storitve potem dobimo podatke in
jih pretvorimo v ustrezno obliko, da napolnimo vnosna polja obrazca.
Ko obrazec shranimo pa moramo podatke ponovno pretvoriti v pri-
merno obliko.
4.4.3.5 Kontakt (contact)
Kontakti so osebe, lahko bi jih imenovali tudi stranke, ki prodajajo ali ku-
pujejo nepremicˇnino, oziroma oboje hkrati, lahko pa tudi nicˇ od tega. Sklop
je sestavljen, podobno kot pri produktih, iz seznama, podrobnega pogleda,
urejanja in dodajanja. Pri dodajanju kontakta je v prvi fazi potrebno vnesti
osnovne kontaktne podatke, obvezni so le ime, priimek in telefon (Slika 4.10).
Ko uporabnik potrdi obrazec, se kontakt doda, aplikacija pa uporabnika pre-
usmeri na urejanje kontakta. Tu lahko kontakt povezˇe z eno ali vecˇ ne-
premicˇninami, ki jih prodaja. V iskalno polje preprosto vnese poljubno la-
stnost nepremicˇnine, aplikacija pa vrne ustrezne rezultate, ki jih dobi s klicem
storitve (Slika 4.11).
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Slika 4.10: Urejanje osnovnih podatkov kontakta
Poleg tega pa lahko dodamo tudi iskalni filter, cˇe nepremicˇnino iˇscˇemo. V
iskalnem filtru lahko dolocˇimo vrsto pogodbe (prodaja ali/in najem), vrsto
in tip nepremicˇnine (npr. hiˇsa, samostojna ali hiˇsa, vse vrste), nato dolocˇimo
zˇeljene lokacije. Lahko izberemo celotno regijo v drzˇavi ali pa natancˇnejˇse po-
drocˇje (npr. Slovenija, Ljubljana mesto, center, Stara Ljubljana). Dolocˇimo
lahko sˇe cenovni razpon (cena od, cena do), stanje nepremicˇnine (opremljeno,
delno opremljeno, neopremljeno) ter sˇe nekaj drugih kriterijev.
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Slika 4.11: Urejanje nepremicˇnin in dodajanje iskalnega filtra na kontaktu
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Ko uporabnik shrani podatke, sistem takoj preveri, cˇe za iskalni filter
kontakta obstaja prilozˇnost. Prilozˇnosti lahko pogledamo v zavihku Oppor-
tunities v podrobnem pogledu kontakta ali v seznamu vseh prilozˇnostih, do
katerega lahko dostopamo preko stranskega navigacijskega menija.
4.4.3.6 Potencialna stranka (lead)
Potencialne stranke so osebe, ki prodajajo nepremicˇnino, a jih ne zastopajo
agenti organizacije. Potencialne stranke lahko dodamo, urejamo, briˇsemo,
lahko pa jih tudi spremenimo v kontakte. To storimo s klikom na gumb
Convert to contact. Aplikacija s klicem ustrezne koncˇne tocˇke API z ob-
stojecˇimi podatki osebe ustvari nov kontakt v podatkovni bazi. Do seznama
potencialnih strank dostopamo preko stranskega navigacijskega menija. Se-
znam lahko sortiramo in po njem iˇscˇemo.
4.4.3.7 Prilozˇnost (opportunity)
V stranskem navigacijskem meniju spodaj se nahaja gumb Opportunities.
Ob kliku nanj se uporabniku prikazˇe seznam vseh prilozˇnosti, pri katerem
sta mozˇna dva razlicˇna pogleda. Prvi je grupiran po produktih, drugi pa je
grupiran po kontaktih, kar daje uporabniku izbiro pri pregledu prilozˇnosti.
Privzeti je prvi pogled, torej skupine prilozˇnosti urejene po produktih. Naj-
prej je izpisana nepremicˇnina, pod njo pa je seznam kontaktov, katerih iskalni
filtri se z njo ujemajo. Posamezna vrstica vsebuje osnovne podatke o kon-
taktu, kot so: ime, telefonska sˇtevilka in elektronska posˇta ter podatek o
tem, kako je bil kontakt pridobljen. Na koncu vrstice, je izpisan sˇe status
prilozˇnosti, cena, datum ter koliko in kdaj je kontakt nazadnje ponudil za
nepremicˇnino. Te informacije lahko uporabnik ureja v zavihku Opportunities
v podrobnem pregledu produkta. To lahko stori s klikom na gumb z ikono
svincˇnika, na desni strani seznama (Slika 4.12). Poleg urejanja, pa ima upo-
rabnik tudi mozˇnost prenosa pogodbe, cˇemur je namenjen gumb, ki se nahaja
poleg gumba za urejanje. Ob kliku nanj aplikacija klicˇe koncˇno tocˇko API,
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ki avtomatsko kreira Word dokument s podatki nepremicˇnine in izbranega
kontakta. Uporabniku se odpre okno za prenos datoteke.




V diplomskem delu smo na kratko pregledali kaj je strategija CRM in razlozˇili
probleme splosˇnih sistemov CRM. V nadaljevanju dela smo opisali izdelavo
delujocˇe spletne aplikacije CRM, prilagojene za podrocˇje nepremicˇnin.
Cilj tega dela je izdelava aplikacije CRM za podrocˇje nepremcˇnin. Pomembno
pa je tudi, da bo aplikacija uporabna in funkcionalna. Ker je delo ne-
premicˇninskih agentov, ki predstavljajo glavno ciljno skupino uporabnikov
nasˇe aplikacije predvsem tudi terensko, smo aplikacijo prilagodili tudi za
uporabo na mobilnih napravah.
S trenutno verzijo aplikacije smo zadostili osnovnim funkcionalnostim za
smiselno uporabo v praksi in dosegli zastavljene cilje. Implementirali smo
sklope nepremicˇnin, kontaktov, potencialnih strank in prilozˇnosti, ki ne-
premicˇninskim agentom omogocˇajo pregled nad nepremicˇninami, ki jih trzˇijo,
in strankami, s katerimi poslujejo oziroma bodo poslovali. Aplikacija ne-
premicˇninskim agentom olajˇsa tudi iskanje novih poslovnih prilozˇnosti in
delo z dokumenti, saj omogocˇa samodejno odkrivanje prilozˇnosti ter krei-
ranje pogodbenih dokumentov z zˇe izpolnjenimi podatki o nepremicˇnini in
kontaktu.
Pred resno uporabo v praksi bo potrebno sistem sˇe dodatno testirati. Do
sedaj je bilo veliko testiranja zˇe opravljenega, zaznane napake pa smo sproti
odpravili. Kar nekaj preglavic smo imeli s pravilnim prikazom obrazcev in
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drugih elementov strani na mobilnih napravah. Drugi problem, s katerim
smo se srecˇali, pa je bilo pocˇasno delovanje strezˇniˇskega dela aplikacije. Za-
radi relativno kompleksnih entitet in relacij so nekatere bazne poizvedbe na
gostecˇem strezˇniku trajale predolgo cˇasa. Problem smo resˇili z optimiza-
cijo baznih poizvedb in dodatnim predpomnenjem na strani strezˇnika (ang.
caching). Dolocˇeni hrosˇcˇi in morebitne izboljˇsave se bodo ob dodatnem te-
stiranju pravih uporabnikov zagotovo sˇe razkrili, takrat jih bomo poizkusili
odpraviti.
5.1 Nadaljnje delo
Trenutna razlicˇica aplikacije zadostuje osnovnim kriterijem za uporabo, ven-
dar se zavedamo, da je mozˇnosti za izboljˇsave taksˇnega tipa aplikacije sˇe
veliko. Potrebe po dodatnih funkcionalnostih bomo v prihodnosti najlazˇje
zaznali s komunikacijo z dejanskimi uporabniki. Tisti, ki sistem uporabljajo
in poznajo procese poslovanja, najbolje vedo, kaj potrebujejo in cˇesa ne.
Nadaljni koraki bodo sˇli v smeri odprave napak in razvoja novih funkcional-
nosti. Nekaj idej za nadaljnji razvoj zˇe imamo:
• dodatno filtriranje seznama nepremicˇnin,
• implementacija belezˇenja aktivnosti,
• implementacija opozoril o novih prilozˇnostih,
• posˇiljanje kampanj elektronske posˇte,
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