Purpose -Automated composition of semantic web services has become one of the recent critical issues in today's web environment. Despite the importance of artificial intelligence (AI)-planning techniques for web service composition, previous works in that area do not address security issues, which is the focus of this paper. The purpose of this paper is to propose an approach to achieve security conscious composition of semantic web services. Design/methodology/approach -The proposed approach called security conscious composition of semantic web services (SCAIMO) is based on the prior work, i.e. AIMO. The AIMO is an effective approach for web service discovery and composition based on AI-planning, web service modeling ontology (WSMO), and description logic (DL). In this paper, definitions of secure matchmaking and web service composition are formalized based on DLs. Moreover, security capabilities and constraint types in the proposed SCAIMO framework are presented. Findings -This paper proposes a secure task matchmaker which is responsible for matching security conscious tasks with operators and methods based on WSMO and DL to support the proposed SCAIMO framework. In addition, the paper implements and evaluates the SCAIMO using a test case and the result shows that the approach can provide an applicable solution. Originality/value -The key contribution of this paper encompasses the new framework to support security capabilities and constraints during composition of semantic web services as well as the new secure task matchmaker.
Introduction
Nowadays, the term "web services" has been used very often. According to W3C (Web Services Architecture Requirements, 2004) :
A Web service is a software system identified by a Uniform Resource Identifiers (URI) (Berners-Lee et al., 1998) , whose public interfaces and bindings are defined and described using XML. Its definition can be discovered by other software systems. These systems may then interact with the web service in a manner prescribed by its definition, using XML based messages conveyed by Internet protocols.
In today's web environment, a number of those companies which are planning to implement the core of their business as a service on the web are growing dramatically. Thus, the ability to select and integrate inter-organizational and heterogeneous services on the web efficiently and effectively at runtime is an important step towards the development of the web service applications. Recent researches study how to specify (in a formal and expressive enough language), compose (automatically), discover, secure, and ensure the correctness of web services. In this paper, a significant portion of our work has been dedicated to scenarios aimed at secure automating web service composition functionality.
In some cases, if a single web service does not fulfill the service requestor's goals, the current web services should be combined together to achieve the goal. That issue has inaugurated a number of studies on the area of web services composition (WSC) both in industry and academia.
Most of the current approaches related to WSC applied following techniques: hierarchical task network (HTN) (Sirin et al., 2005) , Golog (McIlraith and Son, 2002) , classic artificial intelligence (AI)-planning (Rao et al., 2006) , rule-based planning (Medjahed et al., 2003) , model checking (Kuter et al., 2005) , theorem proving (Rao et al., 2004) , etc. However, considering security issues in WSC have not been carefully addressed by most of the previous works. In this paper, we propose an automated approach for Security Conscious composition of semantic web services, called SCAIMO, in order to tackle that problem. The aim is to insert security consideration for composition into our prior work, i.e. AIMO (Tabatabaei et al., 2008a, b) which is an effective approach for WSC based on AI-planning, web service modeling ontology (WSMO) (WSMO Spec., 2005) , and description logic (DL) (Baader et al., 2003) .
What needs to be considered in security of WSC can be classified as satisfying service provider and requestor security requirements or constraints. The first step is to describe those constraints and security features for web services. In this work, WSMO has been applied to add security constraints and capabilities for web service descriptions and queries. We further show how composition can be done by considering security requirement of providers and requestors. In addition, an implemented component called secure task matchmaker is proposed to be added to the AIMO architecture in order to perform requirement-capability matchmaking.
The remainder of this paper is organized as follows. We first give some background information of related ideas in Section 2. We then motivate our work through a proper scenario in Section 3. We formalize definitions of secure matchmaking and WSC based on DLs in Section 4. A comparative evaluation of state-of-the-art approaches for WSC, including security aspects, is presented in Section 5. The next two sections form the technical core of this work, Section 6 describes security capability and constraint types in SCAIMO, and Section 7 details the proposed SCAIMO architecture. The results of implementation and evaluation of the SCAIMO approach are presented in Sections 8 and 9, respectively. Finally, the paper is concluded in Section 10. IJWIS 6,3 204 2. Preliminaries In this section, the concepts which are related to our proposed approach, i.e. HTN planning, DLs, and WSMO are described.
HTN planning and HTN-DL formalism
In order to perform tasks or actions, a planner called HTN is applied to generate a sequence of activities which can satisfy those tasks or actions. On the other hand, the key attribute of web services (which is loosely coupled) is adopted with domains of the HTN. That is because of autonomous feature of task decompositions such that the methods' designer does not need to have close information about how previous or next decompositions are happened. The HTN applies a forward-decomposition for the planning process. In that case, each planning problem is identified as a tuple (S, w, D) such that the initial state is denoted by S, the task network is denoted by w, and the planning domain is denoted by D. The planning domain is described by a collection of methods and operators as well as an ontology of DL namely task ontology (T ont ). Therefore, concept and individual names of the task ontology are corresponding with task symbols and method names, respectively. The world state is kept by the HTN planning and actions are applied by the HTN for representing state transitions like classical planning. However, what and how the classical and the HTN planners plan for it, are different from each other.
The mechanism of the HTN planner, which is a forward-searching algorithm, is as follows: first of all, the task with no predecessors is selected by the planner. If the task is primitive, the planner tries to find an appropriate operator and add it to the plan. Otherwise, the planner for the non-primitive tasks tries to find an appropriate method such that the chosen task will be substituted with the subtasks of that method. The process of task decompositions is continued while no task can be found in the network. More information about HTN planning can be seen in Ghallab et al. (2004) .
Though many obstacles for web service composition are solved by means of the HTN planning (Sirin et al., 2004) , yet there are few limitations which can be seen for direct usage of HTN planning in web services as follows (Sirin, 2006) :
In order to understand relations between various tasks in HTN planning, no way is provided to make inference. In that case, the name and the number of parameters of each task are specified.
. Owing to some limitations on non-primitive and primitive tasks, it is not possible to have both composite and atomic services satisfying the same task or request.
. Owing to the limitation of pear-to-pear mapping between primitive tasks and operators, a specified task can be satisfied by only one operator. However, since there might be possibility of satisfying a given primitive task by various web services, the above issue is not true for web services.
The HTN-DL approach, which is proposed by Sirin (2006) , tries to tackle the web service composition problem automatically by combining HTN-planning and DLs (Baader et al., 2003) . The HTN-DL is demonstrated by Web Ontology Language (OWL).
Moreover, the DL (Baader et al., 2003) is applied by HTN-DL for description of states and actions using an expressive language for knowledge representation. In that case, a DL knowledge base represents the state of the world. In addition, in order to have flexible matchmaking, the task ontology is responsible to provide descriptions of Semantic web services non-functional properties as well as categorization of web services. Furthermore, during the composition process, the knowledge and world-altering effects are differentiated by the HTN-DL. Using that way, it is possible to provide interleaving planning with invocation in order to invoke information-providing services. In addition, a set of translation algorithms to provide mapping from OWL-S Spec. (2004) into HTN-DL is proposed by the author. Using that translator, it might be possible to include semantics into the OWL-S process model.
The strength point of HTN-DL is providing efficient reasoning based on DLs for the HTN planning. In fact, the planning system is directly related to those service interfaces which are performed through the DL reasoner. However, there are still some limitations in HTN-DL that this research tries to address them which are listed in Section 5.3.
Description logics
DLs (Baader et al., 2003) are a family of knowledge representation formalisms that are able to represent the structural knowledge of an application domain through a KB including a terminology and a world description. The basic formalism of a DL system comprises three components:
(1) constructors which represent concept and role; (2) KB which consists of the TBox(terminology) and the ABox(world description).
The TBox presents the vocabulary of an application domain, while the ABox includes assertions about named individuals in terms of this vocabulary; and (3) inferences which are reasoning mechanisms of Tbox and Abox.
In the rest of the section, we briefly describe the syntax and semantics of the DL SHIQ (Horrocks et al., 2000; Hustadt et al., 2004) which is the DL underlying web service modeling language (WSML-DL) (Steinmetz, 2007) .
Let N R be the set of role names. The set of SHIQ roles is the set N R < {R 2 jR [ N R }. For R [ N R , let Inv(R) denote R 2 and let Inv(R 2 ) denote R. An RBox R over N R is a finite set of transitivity axioms Trans(R) and role inclusion axioms R h S, where R and S are roles, such that, if R h S [ R, then Inv(R) h Inv(S) [ R as well. Let h * denote the reflexive-transitive closure of h . A role R is transitive if Trans(S) [ R or Trans(Inv(S)) [ R for some S with S h * R and R h * S; R is simple if there is no role S such that S h * R and S is transitive; R is complex if it is not simple.
Let N C be a set of atomic concept names. The set of SHIQ concepts over N C and N R is defined inductively as the smallest set for which the following holds:`and ' are SHIQ concepts, each atomic concept name A [ N C is a SHIQ concept, if C and D are SHIQ concepts and R is a role, then: : C, C f D, C e D, 'R.C, ;R.C are also SHIQ concepts, and, if C is a SHIQ concept, R a simple role and n an integer, then # nR.C and $ nR.C are SHIQ concepts.
For example, if we suppose that Person is an atomic concept and hasChild is an atomic role, using the bottom concept ('), we can form the concept Personf;hasChild.', denoting those persons without a child.
TBox T over N C and R is a finite set of concept inclusion axioms C h D or concept equivalence axioms C ; D, where C and D are SHIQ concepts.
Let N I be a set of individual names. An ABox A is a set of concept and role membership axioms C(a) and R(a,b), and (in)equality axioms a < b and a ÷ b, where C is a SHIQ concept, R a role, and a and b are individuals.
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A SHIQ KB is a triple of the form (KB R , KB T , KB A ), where KB R is an RBox, KB T is a TBox, and KB A is an ABox.
The semantics of a SHIQ KB is given by the mapping p which transforms KB axioms into a set of first-order formulae. KB is satisfiable if p(KB) is satisfiable.
Regarding a KB T, A, several types of reasoning problems are supported by a DL reasoning system. In this paper, we just introduce the concept of satisfiability and subsumption:
. Concept satisfiability. A concept C is satisfiable w.r.t. KB if there exists a model of KB in which the interpretation of C is not empty. This is the case iff KB < C(a) is satisfiable, where a denotes a new individual not occurring in KB.
. This is the case iff KB < (C f D)(a) is unsatisfiable.
Web service modeling ontology
Semantic web services can be described by a model called WSMO. The conceptual basis of this model is set up in the Web Service Modeling Framework (WSMF) (Fensel and Bussler, 2002) . WSMO defines four key concepts as follows (Fensel et al., 2006) : goals, web services, ontologies, and mediators. In the following, descriptions of these concepts are presented.
2.3.1 Ontologies. In order to develop semantic web services successfully, this element is considered as the key concept by providing the (domain specific) terminology. In addition, to provide a link between human terminologies and machine, the formal semantics can be applied by ontologies. The concepts and relations of ontologies (i.e. their epistemologies) are described by WSMO.
2.3.2 Web services. In order to provide domain specific values, this concept as a computational entity might be applied. The key elements for description of a service are stated as follows:
. capability is responsible to define the value provided by each service; and . interfaces which can be one or more to describe the service choreography and the orchestration.
2.3.3 Goals. The goals are responsible to identify the service requestor's requirements based on her desired capabilities. In fact, the user's purposes once contacting with a web service are specified by goals, which are one of the key independent elements in WSMO. On the other hand, goals can be defined as descriptions of web services which can fulfill the service requestor's requirements.
2.3.4 Mediators. The problems of interoperability between WSMO elements can be handled by a WSMO element called mediator. WSMO defines three mediation levels with respect to different semantic web services requirements for mediation which are described as follows:
(1) data-level mediation to solve the heterogeneity problems between transfer protocols and data sources; (2) functional-level mediation to tackle the heterogeneity problems between capabilities of goals and web services; and (3) process-level mediation to tackle the heterogeneity problems between business processes and communication protocols. (WSMX Spec., 2005) . Therefore, using such elements, it is possible to improve automation of business processes along with improving scalability. WSMO Spec. (2005) refers to the problem of WSC as orchestration. A graphical tool is presented to guide the user to compose a process, but no additional computational support or automation is present.
Semantic web services

Motivating scenario
Suppose Hassan wants to participate on one international conference in Kuala Lumpur for a specified period of time (e.g. from December 1 to December 5). Therefore, it is not sufficient to register, but he should also take care of submitting the camera-ready version of the paper, booking a flight, reserving a hotel, renting a car, and weather forecast. For the above activities, there are the following constraints and preferences:
. The starting date is specified after getting information regarding weather forecast.
. The paper submission is allowed only after the paper is registered, i.e. after registration fee payment is made. The participant can pay all fees such as ticket price, hotel rate, car rental, and registration fee with credit card at once.
. In order to book the hotel, the flight date has to be taken into account such that the participant arrives on December 1, then the date of booking hotel has to be started from December 1.
Moreover, following constraints have to be taken into consideration from security perspective:
. AES encryption is required for all web services.
. Hassan is only capable of supporting X.509 authentication mechanism and AES encryption.
In order to fulfill the Hassan's request, which is shown in Figure 1 and illustrated with WSML notation (WSML Spec., 2005), we need an automated Online Conference Registration System (OCRS). OCRS can find an execution path based on these predefined task decompositions, and then we can perform Hassan's web service discovery and composition task automatically. Indeed, the participant sends his request to the OCRS, which shows the weather forecast based on the request, and then the OCRS has to build a package including a travel to/from Kuala Lumpur, a hotel for all the nights spent in Kuala Lumpur, and a car based on the dates which are specified by the participant.
Apart from security constraints which are described in Section 6, the web service BookFlight is one of the candidate web services for the OCRS to satisfy the goal. The BookFlight service can be shown in Figure 2 .
The remainder of the article focuses on matching process between the request and the service including security constraints, as well as the case where no single web service can fulfill the request and, therefore, one has to compose multiple web services. These types of such problems are referred to as secure matchmaking and WSC problems, respectively, which are elaborated in subsequent section.
Formalizing the secure matchmaking and the WSC problems
Before we proceed to define secure matchmaking and WSC, we need to introduce the security conscious goal and five matching operations described below.
Definition 1 (security conscious goal). Let T be an acyclic Tbox. A security
. C G is the set of capabilities of web services including security-related goal constraints, which the user would like to have. I G is the set of interfaces of web service, which the user would like to have and interact with.
. N G is the set of non-functional properties, which is similar to that attached to web services.
The above definition is illustrated in more detail in Section 6. Definition 2 (exact matching). Suppose that a requested capability of a security conscious goal C G1 [ G 1 is given. Let a capability of a web service
Definition 3 (PlugIn matching). Suppose that a requested capability of a security conscious goal C G1 [ G 1 is given. Let a capability of a web service
Definition 4 (subsumption matching). Suppose that a requested capability of a security conscious goal C G1 [ G 1 is given. Let a capability of a web service
Definition 5 (intersection matching). Suppose that a requested capability of a security conscious goal C G1 [ G 1 is given. Let a capability of a web service
Definition 6 (non-matching). Suppose that a requested capability of a security conscious goal C G1 [ G 1 is given. Let a capability of a web service
Based on the above definitions, we propose the definition of secure matchmaking as follows.
Definition 7 (secure matchmaking). Suppose that a requested capability of a security conscious goal C G1 [ G 1 is given. Let a capability of a web service C Wi [ W i . Secure matchmaking is defined as to find a set of web services W i such that:
We propose the formal definition of web service composition problem as follows.
Definition 8 (secure web service composition). Suppose that a requested security conscious goal G 1 is given. Let a set of web services which are discovered W. The secure web service composition is defined as a five-tuple , S, G 1 , G exist , W, D . to select a finite sequence set of web services (W 1 , . . . ,W k ), such that:
.
S is the initial state;
. G exist is a set of existing goals as defined in WSMO goals; and . D is the planning domain as defined in HTN-DL.
In the motivating scenario, the type of matching between the security conscious goal, i.e. Hassan's request (G 1 ), and BookFligh web service (W 1 ) is subsumption because C W1 h C G1 therefore W 1 h G 1 . The same matching can be seen between the goal and other web services. Therefore, set of discovered web services (W 1 , . . . ,W k ) have to be combined based on Definition 8 such that G 1 h (W 1 e , . . . , eW k ). To address this intractable WSC problem, we will propose an AI-planning based approach called SCAIMO in the following sections. IJWIS 6,3
Comparative evaluation of state-of-the-art WSC approaches
In this section, we categorize WSC approaches and compare these approaches based on some criteria, like security, quality of service (QoS), scalability, and correctness. More details can be found in Tabatabaei et al. (2008a, b) .
Classification
We can classify the WSC approaches using the following four aspects. Notice that, the boundaries between these four aspects of classification are not always strictly defined. For example, Business Process Execution Language for Web Services (BPEL4WS) (BPEL4WS Spec., 2007) as a syntactic-based approach can be also categorized as a workflow-based approach.
5.1.1 Workflow-based approaches. Workflow-based composition methods can be distinguished from the static and dynamic workflow generation. The static composition means that the requester before starting the composition planning should build an abstract process model. However, in dynamic composition, creating process model and selecting single web services are done automatically. The two major approaches based on workflow are EFlow (Casati et al., 2000) and polymorphic process model (PPM) (Shuster et al., 2000) .
5.1.2 AI-planning-based approaches. Currently, several approaches based on AI-planning have been presented to solve the problem of WSC. Most of these approaches rely on the model of state-transition system. In this system, there are finite or recursively countable set of states, actions and events along with a transition function that maps a state, action, event tuple to a set of states. The goal of planning is to find which actions to apply to which states in order to achieve some objective, starting from some given situation. Basically, classical planning is based on the initial modeling of the STRIPS (Fikes and Nilsson, 1990) system. The two principal approaches based on AI-planning are HTN-DL, which is described in Section 2.1 and situation calculus (Hakimpour et al., 2005) , which is a first-order language for reasoning about action and change.
5.1.3 Syntactic-based approaches. Currently, there are two main approaches in the field of syntactic-based WSC:
(1) Web service orchestration combines available web services by adding a central coordinator (the orchestrator) that is responsible for invoking and combining the single subactivities. The BPEL4WS Spec. (2007) is an example of this approach. BPEL4WS addresses compositions where the control flow of the process and the bindings between services are known in advance. (2) Web service choreography, instead does not assume a central coordinator but rather defines complex tasks via the definition of the conversation that should be undertaken by each participant; the overall activity is then achieved as the composition of peer-to-peer interactions among the collaborating web services. Moreover, the choreography describes the external visible behavior of the web service. WS-CDL Spec. (2005) is an example of this approach. (2004), which is an OWL service ontology for describing various aspects of web services, are considered as two major approaches based on semantic.
Comparative evaluation
In this section, we compare the above WSC approaches with respect to the following criteria. It is important to mention that each web service composition approach must fulfill at least a subset of those criteria. In that case, if an approach does address all aspects of a given criterion, the approach quality is marked as "Good". Moreover, an approach is marked as "Average" with respect to a specific criterion, if only a part of what that criterion expects can be fulfilled. Finally, if no aspect of a given criterion fulfill by an approach, the approach is marked as "Low" with respect to that specific criterion. The result can be seen in Table I . 5.2.1 Security. As cited in WS-Sermap (2002), security has been a key factor that was holding companies back from adopting web services. In 2005, the landscape is different especially after the emergence of several specifications for web service security such as WS-Security Spec. Most of the workflow-based approaches like EFlow neglect consideration of security. Moreover, the major weakness of most of the approaches for service composition based on planning is lack of security mechanism. However, the BPEL4WS specification benefits from WS-Security Spec. (2004) to ensure messages integrity and confidentiality. Nevertheless, these specifications have not found their way to composite web services and among them AI-planning techniques. Owing to the importance of AI-planning techniques for web service composition, their security issues needed to be answered carefully, which is the focus of this paper.
5.2.2 Quality of service. In order to specify non-functional properties of web services, taking QoS into account is one of the hot challenges in the area of web service composition. Majority of web service composition approaches based on workflow do not consider non-functional properties, like EFlow and PPM. Moreover, a planning operator in WSC approaches based on AI-planning, like situation calculus, is not able to address such QoS aspects. Nevertheless, HTN-DL as an AI-planning approach takes non-functional properties into account by means of ontologies which provide matchmaking in a flexible manner. However, considering non-functional properties cannot be found in all elements of that approach. In addition, BPEL4WS as a web service composition approach based on syntactic cannot support directly QoS aspects.
On the other hand, QoS aspects are considered by OWL-S as a semantic-based approach. In that case, these aspects are identified as parameters in definition of web service descriptions. Since functional links between OWL-S metrics cannot be specified, quality conscious service discovery cannot be performed. Eventually, QoS aspects are applied in all definitions of WSMO concepts such as goal, web service, ontology, and mediator. In that case, description of each WSMO concept specifies proper mapping between non-functional properties and that specific element. 5.2.3 Automatic composition. Considering automated composition for web services makes the development of applications faster, makes the user interoperability with complicated set of services easier, and makes the ruse safer. Using automatic composition, the application developer or the end-user can identify the request and then the composition engine is responsible to select appropriate web services and offer the composite service to the requestor. In that case, the way to describe candidate web services, to combine them together, and to specify how much they are matched with the goal is questionable. So far, there is no fully automated approach for composition of web services. However, in this research, majority of the web service composition approaches like, WSMO, OWL-S, and HTN-DL are considered as a semi-automatic approach.
5.2.4 Composition scalability. The capability of a service to deal with several requests in a specific period of time is represented by the composition scalability. It is important to mention that composition of two services are totally different from composition of ten or more services. In a real situation for web service composition, service requestors are willing to interact with a huge number of services. In that case, several hundred web services might be invoked by enterprise applications. Therefore, an important issue which is necessary to be taken into consideration is the scalability of web service composition approaches with the huge number of available services. Normally, the scalability is measured by the number of requests which are addressed by the approach in a given period of time.
Among from workflow-based approaches, the EFlow and PPM which are investigated in this research do not provide tolerable scalability. The situation calculus and HTN-DL, as approaches based on AI-planning, because of applying DLs reasoner, can address a huge number of web services, and thus in this research the HTN-DL and the situation calculus are considered as a web service composition approaches with tolerable scalability. On the other hand, in BPEL4WS as a web service composition approach based on syntactic, due to increasing number of Extensible Markup Language (XML) files, the process of service composition is become tiresome. Since the BPEL4WS is a recursive approach, the composition process is modularized. Finally, the same issues are discussed in WSMO and OWL-S in terms of scalability. In that case, though extra time is needed for synchronization and mapping between XML and class definitions, the approaches have "Good" scalability by definition of classes.
5.2.5 Correctness verifiability. The correctness verifiability can be identified directly based on specifications of web service composition. In that case, the web service composition might be conducted to huge and complicated web service execution systems. The key feature of such systems is their behavior accuracy.
WSC approaches based on AI-planning such as HTN-DL and situation calculus offer powerful verification for determining the correctness. That is, because of the solid mathematical basis of those approaches for evaluating the created plans by the planner. On the other hand, OWL-S as a semantic-based approach provides a rule-based method for composite services by defining control constructs which can increase the verifiability of the generated service. But, no mathematical method is addressed by OWL-S. However, there is no way to evaluate correctness verifiability of the other approaches like EFlow, PPM, BPEL4WS, and WSMO. That is, no direct maintain for verifying web service composition at design time is presented by those approaches. The BPEL4WS, as an instance, concentrates more on implementation instead of specification; therefore, there is no proper solution to offer a formalism for verifying the BPEL4WS flows correctness.
Discussion
Based on our evaluation, the HTN-DL formalism can be considered as an optimized AI-planning technique. That is because of the following reasons:
. The HTN-DL planning identifies a composite web service to be described by the hierarchical construction of its domains conveniently. Moreover, the key attribute of web services (which is loosely coupled) is adopted with domains of the HTN-DL. One of the most prominent problems in HTN-DL which has not been addressed yet is the discovery process of web services. In that case, it is assumed that descriptions of web services are already imported to the system as inputs for the planner. However, that fact is not pragmatic as it is impossible for the planning agent crawling the web and finding all existing services. In this research, that problem is tackled by means of enhanced WSMO discovery process as well as the SCAIMO translator.
. The HTN-DL planning system is based on OWL-S. However, the OWL-S ontology is problematic. For instance, the service profile is the only OWL-S element that can address non-functional properties. However, this research tries to tackle all those restrictions by means of WSMO instead of OWL-S.
. Another problem that has not been considered in that approach is security constraints of web service composition. For instance, a web service provider may not want to proceed with requests which are sent by a specific internet protocol address, or it may want to put some additional security constraints like authentication, authorization, access control, privacy, anonymity, confidentiality, and policy on the composition process. Such constraints must be carefully considered during web service composition. Considering such security issues is also one of the contributions of our work.
To address the following problems, we suggest the SCAIMO framework which is described in the following sections.
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6. Security capability and constraint types This section provides a brief overview on both security capability and constraint concepts. Service capability simply means what the service can do, and they can be used for discovery, advertising, and matchmaking. Security capabilities are defined as a type of service capability to express the security features of a web service, based on the specified security terms. We introduce WSMO security vocabulary for providing those security terms as shown in Figure 3 . On the other hand, security constraints are security features which are required. For example, a security constraint can be the X.509 authentication mechanism required by a service requestor.
Security constraints further categorized into three types as follows.
Security-related goal constraints
Every single requestor requirement must have a corresponding capability on the provider side to satisfy it. These requirements are described as goal constrains and have to be defined in preconditions (which are used to express constrains on inputs, Semantic web services the requestor should be able to provide to the service) of web services description as already shown in Figure 1 . For example, a constraint can be a specific encryption algorithm that a user would like to be supported by requested web services. In the motivating scenario, authentication and encryption are two security-related constraints from the requestor that have to be taken into consideration during discovery and composition processes of web services to fully satisfy the goal.
Security-related choreography constraints
This category of constraint describes security requirements of web service providers which have to be satisfied by service requestor capabilities. For describing this type of constraint, we use the syntax of WSMO Choreography (Scicluna et al., 2005) with a slight extension, based on control state ASMs. Therefore, only web services will be selected by security matchmaker which can successfully reach the security confirmed state as shown in Figure 4 . The figure shows transition rules and states for the orchestration case; for the choreography case exactly the same format and structure is used, therefore it has not been added to the example of Figure 4 .
Security-related orchestration constraint
It can be named as cooperation constraints which refer to conditions that a web service can require from another web service in order to cooperate with. For example, as shown in Figure 4 , BookFligh web service uses transition rules in WSML notation to describe its security-related orchestration constraints. Then, it only cooperates with BookHotel web services which can reach confirmed security state.
SCAIMO architecture
In order to realize SCAIMO, some specific extension has to be added to the WSMO framework. Figure 5 shows main components of the proposed framework for the web service composition. The architecture of the SCAIMO framework consists of five main components:
(1) EHTN-DL planner. This element is considered as the main component of the SCAIMO as it is responsible for composition of semantic web services by means of task decomposition. In that case, there might be composition of two or more methods or operators to fulfill the task request. In order to find those operators or methods which are matched to a specified task, the WSML-DL reasoner is applied by the planner. Moreover, the planner applies the reasoner for determining that applicability by evaluating the preconditions of actions. It is important to mention that in the proposed framework, the planner will not be executed if the user's goal can be satisfied by a single web service. In the next section, more details on the process of planning are presented. (2) SCAIMO translator. This component is used in SCAIMO to translate each WSMO capability of service into an element in the task ontology (T ont ) using WSMO ontologies. In addition, the translator provides translating of WSMO service interfaces into a set of methods and operators. This translator is an extension of the AIMO translator (Tabatabaei et al., 2010) which is used in the SCAIMO architecture as well. IJWIS 6,3
(3) WSMX. This component has a component-based architecture and is a reference implementation of WSMO. In addition, it takes the full conceptual model of WSMO into consideration. Furthermore, the SCAIMO architecture does take care of non-functional properties during matching the semantic capability descriptions of web services and goals, using discovery component of WSMX. (4) Secure task matchmaker. Secure task matchmaker function is used by WSML-DL reasoner to select for each task a web service satisfying the specified security requirements, which are described in the form of goal choreography and orchestration constraints to achieve security conscious composition. This component is responsible for matching operators and methods based on DLs and WSMO. (Hustadt et al., 2004) . Indeed, this element has ability to provide, among others, reasoning tasks (e.g. instance retrieval, entailment, and ontology consistency checking) for the SCAIMO framework. As mentioned in Fensel et al. (2006) , though WSML-DL and OWL-DL are semantically similar, yet their ontology models are totally different. In fact, the epistemology which is used by the WSML, conceptualizes from the underlying logical language, but the epistemology of DL is used directly by the OWL. In addition, the logical and the conceptual models for expert and non-expert users have been differentiated by the WSML which cannot be found in OWL. Roughly, the above features of WSML can make it simpler to be used as an ontology language.
The SCAIMO framework mechanism to do both semantic web service discovery and composition by means of WSMO and EHTN-DL planner is described as follows.
In the first step, the WSMO goal is responsible to capture the user's goal as what actually the user would like to obtain. After that, the AIMO tries to find those web services which can satisfy the request by means of enhanced WSMX discovery component. Security constraints of a service requestor can be defined in the form of goal capabilities. They are described in preconditions and explains the requestors constrains which should be satisfied by all candidate services participating in composition. Moreover, non-functional properties of a WSMO goal are defined as a set of attributes which are relating to the request. In addition, the goal mediators provide definitions of goals by reusing previous goals which exist in the WSMO goal repository.
In case of no result after the process of web service discovery to find an atomic service which may fulfill the user's request, the goal is sent to the EHTN-DL planner. 
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After that, the process of combination of available services is performed by the planner in order to create the process model which can satisfy the goal. Next, WSML-DL reasoner will be queried one by one for the existence of each task. In order to respond to queries, WSML-DL reasoner has to communicate with secure task matchmaker for matching possibilities between the task and operators or methods described by task ontology. In that case, security-related choreography and orchestration constraints of web services will be considered by secure task matchmaker. With given information from the motivating scenario, we can illustrate the SCAIMO procedure. As described in Section 4, none of the discovered web services can fully satisfy the security-related goal lonely. Therefore, the goal can be achieved by task decomposition using the EHTN-DL planner and the secure task matchmaker. For the sake of simplicity, only composition of two web services namely as BookFligh and BookHotel is explained. Table II shows candidate services for BookFligh and BookHotel along with their security capabilities and constraints.
With regards to the constraints explained before, only web services which can satisfy precondition constraints, and security-related goal constraints are selected. In this case, WS1, WS2, WS4, WS5 are capable of satisfying the security goal constraint (supporting of AES encryption). Next, security-related choreography constraints are considered, as the user only supports X.509 authentication, therefore WS2 will be removed from list of candidates. Consequently, the WS1 is the only candidate for BookFlight in this stage. In addition, security-related orchestration constraints are considered which refer to conditions that a web service can require from another web service in order to cooperate with. It means that the BookFlight web service candidate (WS1) requires to the consequent web services (BookHotel web service candidates) to support X.509 for authentication and DES for encryption. Therefore, in this simple example, WS1 and WS4 are selected for execution path.
Implementation of SCAIMO
In order to validate the feasibility of the proposed approach, a prototype called SCAIMO-composer has been developed. The prototype is based on Java, opensource components, and the NetBeans development environment. So far, the SCAIMOcomposer provides the following functionalities:
Candidates Security capabilities Orchestration constraints Choreography constraints Translating the web service descriptions from WSDL into WSMO in order to be adapted with the discovery component of WSMX which is described in Section 7.
. Discovering the web services through the way of manipulating the relations between ontologies and based on the functionalities, non-functional properties, and security constraints which are specified by the user as a goal at process run-time. An example of this process can be shown in Figure 6 .
. Transformation of the discovered web services to EHTN-DL using the proposed AIMO translator which is shown in Figure 7 . More details on AIMO translator can be found in Tabatabaei et al. (2010) .
Composing the discovered web services based on the proposed algorithm using EHTN-DL formalism.
The remainder of this section describes that how the motivating scenario can be realized using the SCAIMO-composer.
In the motivating scenario, the security-related goal is OCRS. As described in Section 7, the first step is discovering proper web services which are matched to the goal. We do address that process using web service modeling toolkit (WSMT) (WSMO Spec., 2005) . Moreover, security-related choreography constraints (which are described in Section 6) will be taken into consideration in this step. The result of this stage can be shown in Figure 6 . As this figure shows, seven web services (like BookFlight, BookHotel, RentCar, and so on) can fulfill the request. However, none of discovered web services can fully satisfy the user's goal as the matching type is subsumption for all of them.
Therefore, the EHTN-DL formalism which is described in Section 7 has to be used to generate a proper plan for combining the discovered web services. In that case, the AIMO-translator is responsible to provide acceptable web services formats for the composer as shown in Figure 7 . Note that the planner does take care of security-related orchestration constraints during the planning process as described in Section 6.
Experimental evaluation
The experiment has been designed in a way to show the performance and the scalability of our approach for web service composition in the context of the motivating scenario. In order to evaluate the proposed approach, we have used the semantic web services test case version 1.1 (accessible at http://projects.semwebcentral.org/frs/download.php/277/ SWS-TC-1.1.zip) as part of our web services repository. Totally, our repository includes 250 semantically annotated web services like BookHotel and CreditCardCheck. All the experiments presented in this section have been performed on a Pentium 4 CPU 2.66 GHz computer with 1.0 GB memory using JDK 1.6.0. For evaluation of the proposed approach using the repository above and some other services that have been added to the repository, we have used the motivating scenario described in Section 3. Therefore, we have measured the execution time for discovery and composing of seven services to show the performance and the scalability of the approach. The goal is to show to which extent the proposed approach can find all plans for large composition problems in a timely manner. Therefore, we have measured the time for different repository size and number of users. The unit of measurement of composition time is millisecond.
As a result, the experiments can be affected by the order of the web services in the repository, we have randomly replaced the web services in the repository and repeated the experiment for each repository size and number of users for specific number of times. In the following section, we do calculate the replication number for our experiment.
Determining replication number or sample size
As it is very complex to consider the order of web services in the repository as a factor, therefore we have to replicate the test to increase the precision. Equation (1) has been used for determining the best number of times to repeat the experiment for the same combination factors: 
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Determining replication number:
If repository with different orders of services can be considered as new sample, then replication number can be also equal to the sample size. As composition time for a single user and registry of 50 services is approximately 6,100 milliseconds. Therefore, if the estimation of 0.1 percent is desirable for us, then v is 6.1. On the other hand, as we know the ordering of the services in registry has randomized, therefore even the small number of replications can give us a good estimation. Based on that knowledge, we checked the standard deviation from n ¼ 2 to 10 times replication and from n $ 6 the standard deviation of the sample was around 7.1 milliseconds with the error estimation of 0.001. Finally, based on equation (1), n can be 5 or greater. Consequently, we adopted the n ¼ 5 for our experiments. As mentioned, the experiments conducted for five populations of web service registry size included 50, 100, 150, 200 and 250 and for five populations of users included 1, 2, 3, 4, and 10 users. In this case, comparison of composition time of more than two independent samples (as knowing of any of them occurs does not affect in our probability calculation of the other one) is our interest. First, we show the collected results in a form of diagram to have general and basic ideas of trends. Since we have many experiments, the most proper and understandable diagram is the box plot. The diagram is shown in Figure 8 .
Furthermore, the test for scalability can be broken into two tests as follows (these tests can be interpreted as a basis for our hypothesis):
. Are there any differences between composition times when number of web services vary from 50 to 250 for different number of concurrent users in the system? .
Are there any differences between composition times when number of concurrent users vary from one to ten for different repository sizes? 
Analysis of variance test
If one single test has to be considered, analysis of variance (ANOVA) can be considered as a good option. However, two assumption of normality for residuals and constant variance (by plotting the standardized residuals against the fitted values) have to be checked. For ANOVA, the hypothesis can be written as follows. The null hypothesis suggests no differences in means of composition times for different repository size. Moreover:
H1. H0 is not true.
9.2.1 ANOVA result analysis. For each experiment, we assign a symbol of (x, y). x determines the number of users and y determines the number of web services. Therefore, x [ X ¼ {1, 2, 3, 4, 10} and y [ Y ¼ {50, 100, 150, 200, 250}.
We start with analyzing of changes in composition time when the number of web services changes in the repository for various numbers of users. After that, we shift into analysis of composition time versus the number of users for different number of web services. In addition, for all ANOVA test two assumption of normality for residuals and constant variance (by plotting the standardized residuals against the fitted values) were checked and result shows that assumptions were correct for all ANOVA tests.
9.2.2 Composition time versus number of web services analysis. First, all groups have p-value of ,0.05 which shows strong evidence that there are differences in mean composition time between five repository sizes. First test was done on (1, Y) which shows the mean of composition time has been increased from 6,093 to 15,121. And the highest jump is reported for scaling up to 250 web services where a 95 percent confidence interval (CI) for differences in means of composition time is (9,016, 9,039). However, for a single user scaling up to 100 and 150 still reasonable CIs have been reported.
It is also worthy to know that the highest rise in composition times for two consecutive registry size on the graph has been reported for 200 and 250 which has 95 percent CI of (3,094.15, 3,115.85) . Therefore, it can be recommended for a single user, it is best not to scale up to . 200 size registry.
Second ANOVA table is for (2, Y) case when there are two users in systems and we analyze effects of changes in registry size on the composition time. It shows the mean of composition time has been increased from 7,013 (for registry size of 50) to 35,051.2 (for registry size of 250) which compare to the (1, Y) case shows a considerable increase in composition time for 250 web services.
That shows entering another user to the single user system notably intensifies rise in composition time for scaling up to 250 size. Furthermore, the highest rise in composition times for two consecutive registry sizes on the graph has been reported for 200 and 250. In general, in all mean difference, there is a considerable increase compared to (1, Y).
Third ANOVA table of (3, Y) shows 95 percent CI for differences in means of composition time is (11,970.4, 11,977. 3) for scaling up from 50 to 150. That shows very interesting trend. If number of users in the system increases, then scaling up becomes more costly in terms of time. Consequently, even that scale up is more costly compare to scaling up from 50 to 250 sizes in single user case. Therefore, for scaling up two factors of number of users and repository size have to be considered simultaneously. ANOVA for (4, Y) also shows the same trend and suggest the both factor consideration for scaling up. In addition, Semantic web services this time even a scaling up to 100-95 percent CI for mean differences of (7,068.9, 7,086.3) -from 50 has the same effect on the composition compare to the scale from 50 to 250 in (1, Y). This can clearly shows number of user in the system has higher effect on determining the composition time. The previous claim can be verified by considering (10, Y) as even a scale up of 50-100 is very costly for the system. 9.2.3 Composition time versus number of users analysis. First test was done on (X, 50) which shows the mean of composition time has been increased from 6,093.4 to 20,135.2. And the highest difference is reported for scaling up to ten users where a 95 percent CI for differences in means of composition time reported 14,033 and 14,050.7. Therefore, analysis clearly shows by increasing users from one to ten the composition time increased more compare to the time the repository size changed from 50 to 250 in single user case, which again suggest that number of user in the system has higher effect on composition time.
ANOVA test result can be very helpful for the system administrator. For example, consider the second case of (X, 100). Assume that administrator is dealing with two users in a system and he has adhere to a service level agreement (SLA) of not having composition time of more than 13,000 ms or pay compensation of violating SLA to the users. In this case considering the ANVOA result, if third user comes to the system then a 95 percent CI for differences in means of composition time becomes (6,944.7, 6,963.3) . Therefore, he can calculate the compensation amount and compare it with benefit coming out of serving the third user and finally decide whether to accept the new user or not.
The test on (X, 250) reveals that this case has the greatest differences between means of composition times among various number of concurrent users. For example, a scale up of single user system to system with three user lead to raise differences in means of composition time form approximately (with 95 percent of CI) 19,921 to 19,939.
Testing correlation
Pearson correlation test has been done for all groups and p was under 0.05 which means the "H 0 ¼ there is no correlation" is not true. The value found for p for each group has been reported in Table III. As it can be deducted by analyzing the data in the table, the strength of existing linear association between user number and composition time and also number of web services and composition time is high.
Multiple regression and single variable regression
Here, the multi-predicator regression (for number of web services and number of users) has been used and the normality for residuals and constant variance assumption has been tested. As it can be evidenced by Figure 9 , the assumption checks are not passed and, therefore, we cannot rely on the result. Transformations of many types (multiplication of factors and response, square root, addition or subtraction by constants, log ten, log of log, etc.) have been tested and none of them could help in satisfaction of assumptions.
However, as we tried groups like (1, Y) for one factor regression ( Figure 10 ) by a transformation of log(log(log(composition time))), therefore distribution of residuals Table III . Correlation IJWIS 6,3 change to normal ( p ¼ 0.15) and the variance was constant. Figure 11 shows the regressing models for (1, Y). As it can be seen, in quadratic model 4 out of 5 dots located inside 95 percent CI. In addition, for (X, 50) without transformation we can get the regression equation as can be seen in equation (2):
Regression:
Composition time ðmillisecondÞ¼3;823þ1;609 number of users ðfor 50 web servicesÞ ð2Þ
The regression concludes that when we have 50 web services in repository there is a statically significant association between composition time and number of users in system. The regression model is shown in Figure 12 . Consequently, for a system with one user and 50 web services, we can conclude number of users is statically more important predicators.
Conclusion and future work
In this paper, we have summarized ongoing work on the development of SCAIMO. In contrast to most works in AI-planning web service composition, our approach Number of web services-1 user log(log log(CT)) (msc) Scatterplot of log(log log(CT)) (msc) vs number of web services-1 user concerns about security issues. The SCAIMO framework takes care of security requirements of both web service requestors and providers using secure task matchmaker which is responsible of matching tasks with operators and methods. In order to validate the feasibility of the proposed approach, a prototype called SCAIMO-composer has been developed. Moreover, the SCAIMO is evaluated with respect to performance and scalability, and results show that the proposed approach is effective and efficient. There are several directions for future work to further enhance SCAIMO features. Future research can look into other non-functional constraints and capabilities in WSC such as reliability, persistence and trust for the proposed architecture. 
