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Tato práce se zabývá reprezentací zachyceného síťového provozu v XML a jejím uložením
do databázového systému Oracle za použití XML schémat. V úvodu práce jsou vysvětleny
základy počítačových sítí, správy sítě a síťových protokolů, které jsou zachycovány. Ná-
sledují kapitoly věnované analyzátorům síťového provozu, formátu NetPDL používaného
pro popis zachycené provozu, kapitola věnovaná základem relačních databázových systémů
a základem databázového systému Oracle. V závěru jsou uvedeny kapitoly zabývající se vy-
tvořenými XML schématy, implementací programu, použitými programovými prostředky
a popisem používání programu.
Abstract
This bachelor work deals with the representation of captured network traffic in XML
and storing within a database system Oracle by using XML schema. The beginning ex-
plains the basics of computer networks, network management and network protocols that
are captured. Followed by chapters on network traffic analyzer, NetPDL format used to de-
scribe intercepted traffic, a chapter devoted to the foundation of relational database systems
and the foundation of Oracle database system. At the end of the bachelor work there are
chapters dealing with the created XML schemas, implementation of the program, program
tools and the description how to use the program.
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Výpočtová technika je v dnešnej dobe každodennou súčasťou života väčšiny ľudskej populá-
cie. Využíva sa pri práci, vzdelávaní, výskume, športe, zábave a mnohých iných aktivitách.
O jej nesporných výhodách niet pochýb. No intenzita používania a rozmach počítačov a vý-
počtovej techniky vo všeobecnosti by nedosiahol dnešnú úroveň bez prítomnosti počítačo-
vých sietí. Tie sú v dnešnej dobe prítomné takmer v každej domácnosti a okrem obvyklej
elektroniky ako sú počítače, mobilné telefóny alebo notebooky sa k počítačovým sieťam pri-
pájajú aj chladničky, svetlá, ovládanie kúrenia, klimatizácie a mnoho iného. S rozširovaním
sietí vzniká stále väčšia potreba ich spravovania, čo pomáha zvyšovať ich výkon, bezpe-
čnosť a iné vlastnosti. Túto úlohu vykonávajú hardwarové alebo softwarové sondy, ktoré
zbierajú informácie o sieti. Hardwarové sondy sú však drahšou variantou a sú opodstatnené
pri vysoko vyťažených sieťach.
Cieľom tejto práce je navrhnúť a implementovať program, ktorý by nahradil spomenuté
hardwarové sondy, ktoré sú v niektorých prípadoch zbytočne drahé a zložité. Pomocou ex-
terného programu je zachytená sieťová prevádzka a úlohou implementovaného programu je
túto zachytenú prevádzku spracovať a pomocou technológie XML importovať do databázo-
vého systému.
Začiatok práce je venovaný počítačovým sieťam všeobecne, ich histórii, rozdeleniu a správe
počítačových sietí. Nasleduje popis jednotlivých sieťových protokolov, ktoré sú vytvoreným
programom spracovávané. Ďalšia kapitola sa zaoberá analyzátormi sieťovej prevádzky a for-
mátmi súborov na uchovanie zachytenej prevádzky. Nasledujúca kapitola popisuje strohé
základy relačných databázových systémov a taktiež databázový systém Oracle. Nadväzujú
kapitoly o XML schémach a o samotnej implementácii programu. V kapitole o XML sché-
mach sú objasnené základy spojené s XML schémami a sú uvedené jednotlivé sledované





V nasledujúcich podkapitolách bude stručne popísaná história, rozdelenie, model a správa
počítačových sietí. Taktiež budú vysvetlené pojmy, ktorých znalosť je pre porozumenie
ostatnej časti práce veľmi vhodná. Informácie z podkapitoly zaoberajúcej sa históriou po-
čítačových sietí sú voľne prevzaté z [10].
2.1 História počítačových sietí
História počítačových sietí sa datuje od začiatku 60-tych rokov 20. storočia. Vtedy bola
dominantnou komunikačnou sieťou telefónna sieť. Tá však pracovala na princípe prepínania
okruhov1. Pri prepínaní okruhov je pre vytvorenie spojenia potrebné obsadiť celú prenosovú
kapacitu komunikačného kanálu (vytvoriť
”
okruh“) po celú dobu trvania spojenia. Tento
prístup prideľovania prenosového pásma bol pre počítačové siete nevýhodný. Typickým
scenárom komunikácie na sieti v tomto období bolo zaslanie príkazu na vzdialený počítač
a následné čakanie na odpoveď. Z tohto je jasne vidieť, že väčšinu času, kedy je prenosové
pásmo obsadené, je toto nevyužité. Preto vznikla potreba vytvoriť nový koncept siete, ktorá
by spĺňala požiadavky počítačov.
Tejto úlohy sa ujali hneď 3 výskumné týmy. Každý tým vyvíjal vlastnú variantu počíta-
čovej siete, nevedome o úsilí druhých skupín. Všetky skupiny však pracovali s konceptom
prepínania paketov2. Pri tomto prístupe sú prenášané dáta rozdelené do menších častí –
paketov a prenosové pásmo je pridelené len na dobu potrebnú pre prenos paketu k ďalšiemu
sieťovému uzlu, ktorý paket následne posiela ďalej. Prenosové pásmo môže byť teda čas-
tejšie prideľované rôznym sieťovým uzlom3. Koncept pre takúto sieť publikoval Lawrence
Roberts. Názov siete; ARPAnet, bol odvodený od agentúry ARPA (Advanced Research
Projects Agency, dnes DARPA – Defense ARPA) sídliacej v Spojených štátoch, pre ktorú
Roberts pracoval. Podľa tohto konceptu bola vytvorená rovnomenná sieť ARPAnet.
Prvé prepínače paketov, takzvané IMP (Interface Message Processor), boli v roku 1969
nainštalované na univerzitách v Kalifornii, Santa Barbare, Utahu a Stanforde. Prepínače
1Viac na http://en.wikipedia.org/wiki/Circuit_switching
2Viac na https://en.wikipedia.org/wiki/Packet_switching
3Podľa [13] je sieťovým uzlom na fyzickej vrstve aktívne elektronické zariadenie, ktoré je schopné prijímať,
spracovávať, smerovať alebo odosielať dáta na sieti a je na sieť pripojené.
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spájali lokálne siete menovaných univerzít. Sieť ARPAnet v tej dobe zahŕňala 4 uzly. V roku
1972 sa rozrástla na 15 uzlov a bol dokončený prvý
”
host-to-host“ protokol NCP (Network
Control Protocol). Dokončenie protokolu umožnilo vznik rôznych aplikácií.
V rokoch 1972 až 1980 vznikali ďalšie počítačové siete. ARPAnet bola však uzavretá sieť.
Preto ďalším cieľom bolo vyvinúť architektúru, ktorá spojí tieto siete a vytvorí
”
sieť sietí“.
Zamestnanci agentúry DARPA, Vinton Cerf a Robert Kahn, pracovali na splnení tohto
cieľa. Ich výsledná práca bola označená termínom
”
internetting“ (v preklade vzájomné
prepojovanie sietí). Architektonickými princípmi internettingu boli:
• minimalizmus, autonómnosť: sieť musí byť schopná pracovať samostatne, bez
potreby vykonania vnútorných zmien aby bola schopná komunikovať s ostatnými sie-
ťami.
• snaha o najlepšie doručenie (angl. best effort service): siete by sa mali sna-
žiť o čo najlepšie doručenie, ak je však vyžadovaná spoľahlivá komunikácia, musí ju
zabezpečiť odosielateľ.
• bezstavové smerovače: smerovače v sieti by mali byť bezstavové, nemali by si
uchovávať žiadny stav, závislý na toku dát,ktorý nimi prechádza
• decentralizované riadenie: nemalo by existovať žiadne globálne riadenie nad pre-
pojenými sieťami
Tieto architektonické princípy slúžili ako základ dnešného internetu a slúžia dodnes.
V roku 1973 položila doktorandská práca Roberta Metcalfea základy dnešného Etherneto-
vého protokolu. Hlavnou myšlienkou vývoja Ethernetu boli siete s viacnásobným prístupom
(angl. multiple access networks), ktoré zdielajú jedno prenosové médium. Ethernet viedol
k obrovskému rastu počtu lokálnych sietí. Koncom 70-tych rokov bolo na sieť ARPAnet
pripojených približne 200 počítačov, koncom 80-tych rokov to bolo už 100 000.
Dňa 1.1.1983 došlo k nasadeniu TCP/IP modelu, ktorý nahradil stávajúci protokol NCP.
Táto zmena bola vykonaná skokovo
”
zo dňa na deň“. Všetky zariadenia pripojené do siete
museli začať používať tento model. Koncom 80-tych rokov boli vykonané dôležité rozšírenia
nad TCP/IP. Hlavným rozšírením bola implementácia riadenia zahltenia na strane klienta.
Taktiež bol vyvinutý systém prekladu doménových adries DNS (Domain Name System),
ktorý používal 32 bitové IP adresy.
Rok 1990 znamenal koniec existencie ARPAnetu a internetová sieť bola v rukách komerč-
ných poskytovateľov internetu. Tento rok bol však poznamenaný dôležitejšou udalosťou,
z pohľadu užívateľov internetu, a tou bolo vydanie WWW (World Wide Web, skrátene web).
To viedlo k zavádzaniu internetu do domácností, rozvoju webových aplikácií, bankovníctva
a mnoho iného.
2.2 Rozdelenie počítačových sietí
Rozdelenie počítačových sietí nie je jednoznačné. Siete možno deliť na základe viacerých
kritérií, napríklad podľa rozľahlosti, druhu prenášaného signálu, prepojovania, topológie,
a iných. Podľa Andrew S. Tanenbauma [21] možno za dve najdôležitejšie kritériá pokla-
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dať typ prenosu (vysielania) a rozľahlosť. Tieto dva prístupy sú popísané v nasledujúcich
podkapitolách.
2.2.1 Rozdelenie podľa typu prenosu
V dnešnej dobe v základe rozlišujeme dva typy prenosov: broadcastové a point-to-point
spojenie. Jedná sa o rozdelenie na základe spôsobu prijímania paketov zariadeniami na sieti.
Z týchto dvoch typov prenosov vychádzajú aj rovnomenné názvy sietí. Siete podľa typu
prenosu delíme na dve skupiny:
• Broadcastová sieť
Zariadenia pripojené k broadcastovej sieti používajú jeden komunikačný kanál, ktorý
medzi sebou zdieľajú. Ak zariadenie posiela paket, je paket vďaka spoločnému vedeniu
prítomný na sieťových rozhraniach všetkých zariadení. Aby bolo možné rozhodnúť,
pre ktoré zariadenie je paket určený, zapíše sa do paketu adresa cieľového zariadenia.
Tým je jednoznačne určený príjemca paketu.
Ak má paket prijať a spracovať každá stanica na sieti, označí sa paket tzv. broad-
castovou adresou. Každé zariadenie by v tomto prípade malo rozoznať, že sa jedná
o broadcastovú adresu a paket prijať a spracovať.
Ďalšou alternatívou môže byť požiadavka rozoslať paket iba určitej skupine zariadení.
Tento typ vysielania sa nazýva multicast. V pakete sa opäť použije špeciálna adresa,
ktorá pozostáva z
”
multicastového prefixu“ a čísla multicastovej skupiny. Potom záleží
na samotných zariadeniach, ktorú multicastovú skupinu budú prijímať a spracovávať
a ktorú ignorovať.
• Point-to-point sieť
Point-to-point siete sa vyznačujú tým, že každé zariadenie je priamo pripojené na ďal-
šie zariadenie. Prenosové médium teda nie je zdieľané. Zaslané pakety môžu prechá-
dzať inými zariadeniami, ktoré tvoria cestu paketu do cieľového zariadenia.
Vyvstáva teda otázka, ako pakety smerovať. Na smerovanie paketov sa používajú
smerovacie tabuľky, ktoré obsahujú informácie o okolitých sieťach. Tie sú vytvárané
dynamicky pomocou určitých algoritmov a smerovacích protokolov. Na základe sme-
rovacieho algoritmu sa vyberie najlepšie pokračovanie cesty. Všetky tieto mechanizmy
smerovania paketov zaobstaráva sieťová vrstva modelu TCP/IP (viď. kapitola 2.3).
2.2.2 Rozdelenie podľa rozľahlosti
Rozdelenie sietí podľa rozľahlosti je dôležité, pretože v rôzne rozľahlých sieťach sa použí-
vajú rôzne techniky a nástroje. Toto rozdelenie taktiež do určitej miery určuje účel sieti.
Rozľahlosťou sieti sa myslí fyzická vzdialenosť jednotlivých zariadení patriacich do siete
(tab. 2.1). Podľa rozľahlosti siete delíme na 4 základné skupiny (usporiadané hierarchicky
od najmenšej po najväčšiu) [21]:
6
• Personal Area Network (PAN)
Personal Area Network (v preklade osobná sieť) sa používa pre osobné účely väčšinou
jednej osoby. Ide napríklad o siete medzi mobilným telefónom a počítačom, počíta-
čom a bezdrôtovou klávesnicou alebo myšou, handsfree sadou a mobilným telefónom
a inými zariadeniami. Rozlohou dosahujú niekoľko m2.
• Local Area Network (LAN)
Po osobných sieťach nasledujú väčšie, LAN (v preklade lokálne siete) siete. Tieto siete
sú súkromné a nachádzajú sa v kanceláriách, firemných budovách, kampusoch a pod.
Ich rozloha je od desiatok metrov po približne jednotky kilometrov.
• Metropolitan Area Network (MAN)
Metropolitan Area Network (v preklade metropolitné siete) sú siete, ktoré zastrešujú
mestá. Môžu byť verejné aj súkromné. Typickým príkladom môže byť sieť vytvorená
pomocou káblového vedenia, pôvodne používaná iba na prenos televízneho signálu.
• Wide Area Network (WAN)
Najväčším typom siete je WAN (v preklade
”
široká“ sieť). Tento typ zastrešuje celé
krajiny alebo kontinenty. Spojenie sietí WAN tvorí internetovú sieť. Siete WAN bývajú




1 m m2 PAN
10 m miestnosť
 LAN100 m budova
1 km kampus




1 000 km kontinent
10 000 km planéta Internet
Tabuľka 2.1: Klasifikácia sietí podľa rozľahlosti (prevzaté z [21])
2.3 TCP/IP model
Sieťový model TCP/IP (Transmision Control Protocol/Internet Protocol) vychádza z refe-
renčného modelu OSI (Open System Interconnect). Model OSI obsahuje 7 vrstiev sieťových
protokolov, zatiaľ čo model TCP/IP iba 5 vrstiev sieťových protokolov. Ku samotným sie-
ťovým protokolom sa dostaneme v kapitole 3.
V praxi sa však presadil model TCP/IP, ktorý je použiteľnejší a jednoduchší z hľadiska
implementácie. Model TCP/IP a protokoly s ním súvisiace sú spravované otvorenou or-
ganizáciou IETF (Internet Engineering Task Force). Porovnanie modelov OSI a TCP/IP















Obr. 2.1: Porovnanie vrstiev OSI a TCP/IP modelu
Vzhľadom na zložitosť sieťovej komunikácie sú oba modely členené do vrstiev. Každá vrstva
plní určitú úlohu a je voči ostatným vrstvám transparentná. Vyšším vrstvám je poskytnuté
iba rozhranie danej vrstvy, jej implementácia je však skrytá. To umožňuje jednoduchšie
zavádzanie zmien do jednotlivých vrstiev, kedy tieto zmeny neovplyvnia chovanie vyšších
vrstiev.
Vrstvy na úrovni abstrakcie komunikujú priamo so sebou. Protokol použitý na konkrétnej
vrstve pridá k dátam z vyššej vrstvy aj vlastné dáta, ktoré sú využité protokolom na prijí-
manej strane na tej istej úrovni. Výsledný celok dát sa nazýva PDU (Protocol Data Unit,
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Obr. 2.2: Diagram zapuzdrenia (vľavo) a rozbalenia (vpravo) dát jednotlivými vrstvami
TCP/IP modelu
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Členenie vrstiev modelu TCP/IP, hierarchicky od najnižšej po najvyššiu, je nasledovné:
• Fyzická vrstva (angl. Physical layer)
Fyzická vrstva určuje mechanické a elektrické vlastnosti fyzického pripojenia na sieť.
Jej hlavnou úlohou je prevádzať postupnosť bitov, prijatých z vyššej (linkovej) vrstvy,
na sled elektrických signálov vysielaných na fyzické médium a opačne. Vlastnosti:
◦ PDU: bit
◦ hardwarovo závislá
◦ Protokoly [9]: DSL, ISDN, RS-232, fyzická vrstva Ethernetu (100BASE-T,
1000BASE-T, a iné varianty), . . .
• Linková vrstva (angl. Link layer)
Linková vrstva sa stará o prenos dát medzi susednými uzlami na sieti. Medzi hlavné
úlohy patrí označovanie začiatku a konca prenášaných dát po fyzickom médiu, určova-
nie ktorému zariadeniu sú dáta určené a adresu odosielajúceho zariadenia a riadenie
prístupu k prenosovému médiu. Vlastnosti:
◦ PDU: rámec (angl. frame)
◦ hardwarovo závislá
◦ Protokoly: PPP, Ethernet (3.1), Token Ring, Frame Relay, . . .
• Sieťová vrstva (angl. Internet/Network layer)
Úlohou sieťovej vrstvy je smerovanie paketov od zdroja k cielu, delenie dát na časti,
ktorých maximálna veľkosť je určená na základe možností linkovej vrstvy (tzv. frag-
mentácia) a samotný (nespoľahlivý) prenos dát medzi zariadeniami (hostmi) [14].
Vlastnosti:
◦ PDU: paket (angl. packet)
◦ hardwarovo nezávislá
◦ Protokoly: IPv4 (3.2.1), IPv6 (3.2.2), ICMPv4 (3.3.1), ICMPv6 (3.3.2), IGMP, . . .
• Transportná vrstva (angl. Transport layer)
Transportná vrstva má na starosti adresáciu aplikácií v rámci zariadenia, ktoré dáta




◦ Protokoly: TCP (3.4), UDP (3.5), SCTP, . . .
• Aplikačná vrstva (angl. Application layer)
Aplikačná vrstva zabezpečuje podporu sieťových aplikácií. O kódovanie dát a ich




◦ Protokoly: DNS, DHCP, HTTP (3.6), FTP, SNMP, . . .
2.4 Správa počítačových sietí
Postupným rozširovaním počítačových sietí stúpa počet užívateľov používajúcich sieť, počet
zariadení v sieti, počet sieťových aplikácií, protokolov, služieb a v neposlednom rade narastá
aj počet prenesených dát. Toto všetko kladie vyššie nároky na aktívne prvky siete. Inak
tomu nebolo ani pri počiatkoch počítačových sietí. Vznikala stále väčšia potreba vzdialenej
(centralizovanej) správy siete. Túto potrebu riešil protokol ICMP (3.3) v modele TCP/IP.
No pri narastajúcom počte spravovaných zariadení prestali byť možnosti ICMP dostaču-
júce. Koncom 80-tych rokov 20. storočia bol vydaný protokol SNMP (2.4.1), ktorý mal byť
iba dočasným riešením, pokiaľ nebude dokončený protokol ISO CMIS/CMIP (Common Ma-
nagement Information Service/Common Management Information Protocol) modelu OSI,
no tento
”
prechodový stav“ trvá až dodnes. Protokol SNMP bol neskôr rozšírený o štandard
RMON (2.4.2).
Spôsob správy sieti môžeme rozdeliť na dva prístupy [11]:
• Monitorovanie siete
Jedná sa o zisťovanie stavu sieťových zariadení. Tento stav sa zisťuje dvoma spôsobmi:
◦ Aktívne: stav siete je zisťovaný aktívne, nečaká sa na asynchrónne správy proto-
kolu SNMP, ktoré vznikajú pri výskyte určitých udalostí. Pre aktívne zisťovanie
stavu siete sa používajú správy protokolu ICMP, SNMP či telnet.
◦ Pasívne: stav sieti je zisťovaný na základe skúmania prevádzky na sieti a sle-
dovania logovacích súborov rôznych aplikácií. Administrátor je taktiež upozor-
nený na výskyt určitých udalostí v sieti pomocou asynchrónnych správ protokolu
SNMP.
• Analýza prenášaných dát
Hardwarová alebo softwarová sonda pripojená na sieť sníma dáta, ktoré sa na sieti
objavia. Sonda sníma dáta v režime, kedy sú prijaté aj pakety určené pre iné zariadenie
(angl. promiscuous mode).
Keďže v dnešnej dobe je súčasný zber a analýza dát v reálnom čase v podstate ne-
možná (okrem špecializovaných hardwarových zariadení), v praxi sa používa postup,
kedy sa dáta najprv nasnímajú, uložia a potom je nad nimi vykonaná analýza. Z vý-
sledných dát sú následne vytvorené štatistiky.
Všetky nazbierané dáta pomáhajú pri zisťovaní a riešení problémov so sieťou. Možno zistiť
slabé miesta sieti, možnosti útokov na sieť (alebo detekovať minulé útoky), zistiť možné
poruchy zariadení, stav sieťových služieb a mnoho iného. Pomocou týchto dát je možné
vykonávať merania prenesených dát alebo použitých služieb a ich následná fakturácia.
Informácie uvedené v nasledujúcich dvoch podkapitolách boli čerpané z [11].
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2.4.1 SNMP
SNMP (Simple Network Management Protocol) je komunikačný protokol, ktorý slúži na pre-
nos informácií o stave sieti. Architektúra siete, ktorá je spravovaná pomocou protokolu
SNMP, sa skladá zo 4 prvkov (obr. 2.3):
• Riadiaca stanica NMS (Network Management Station)
Serverová aplikácia, ktorá zbiera dáta o sieti z agentov na monitorovaných zariade-
niach. Nad zozbieranými dátami vykonáva analýzu a upozorňuje na nedostatky alebo
možné poruchy, ktoré môžu ovplyvniť činnosť alebo výkon siete, ich zdroje a možné
spôsoby riešenia. Z riadiacej stanice je možné vzdialene meniť niektoré parametre sle-
dovaných zariadení alebo na nich spúšťať konkrétne akcie. Taktiež môže uchovávať
históriu stavu siete. Obvykle obsahuje aj grafické užívateľské rozhranie pre zrozumi-
teľnejšiu reprezentáciu dát.
• Agent na monitorovanom zariadení (angl. Management Agent)
Klientská aplikácia bežiaca na monitorovanom sieťovom zariadení (môže byť aj súčas-
ťou systému – napr. na smerovačoch, prepínačoch a pod.). Priebežne získava informá-
cie o činnosti zariadenia, ako sú napríklad bežiace procesy, konfigurácia zariadenia,
stav služieb bežiacich na zariadení, počet prijatých a odoslaných dát a iné. Tieto
informácie sa ukladajú lokálne do MIB databázy.
Aplikácia musí byť schopná odpovedať na požiadavky NMS o zaslanie konkrétnych in-
formácií o zariadení, musí byť schopná nastavovať parametre zariadenia na požiadanie
MNS a zasielať asynchrónne správy (angl. traps) pri dôležitých udalostiach.
• Databáza monitorovaných objektov MIB (Management Information Base)
MIB je databáza všetkých monitorovaných objektov na monitorovanom zariadení.
Ukladané dáta sú reprezentované objektami – dátovými štruktúrami. Jednotlivé ob-
jekty môžu byť určené iba na čítanie (angl. read-only) alebo aj na zápis (angl. read-
write). Na adresovanie objektov sa používa adresa OID (Object IDentifier), ktorá má
číselnú alebo textovú podobu (napr. 1.3.6.1.2.1.4.3 = iso.org.dod.internet.mgmt.mib-
2.ip.ipInReceives).
Tieto objekty môže nastavovať ako agent na monitorovanom zariadení tak aj NMS.
• Prenosový protokol SNMP
Slúži na prenos dát medzi agentmi a NMS. Protokol pozostáva z 3 základných typov
príkazov:
◦ get: NMS žiada o zaslanie hodnoty daného objektu od agenta
◦ set: NMS žiada o nastavenie hodnoty daného objektu na agentovi
◦ trap: agent zasiela správu (trap) o výskyte dôležitej udalosti na monitorovanom
zariadení do NMS
Protokol vo verzii 1 prenášal dáta v otvorenej textovej podobe. Nezabezpečené dáta
mohli byť zneužité, dokonca si od agentov mohol ktokoľvek tieto dáta vyžiadať. Tieto

























Obr. 2.3: Architektúra SNMP
Činnosť systému SNMP v základe tvorí dotazovanie NMS na informácie od agentov, ktoré
sa opakuje v predom nastavených časových intervaloch a prijímanie asynchrónnych správ
od agentov bežiacich na zariadeniach v sieti.
Na prenos protokol SNMP využíval transportný protokol UDP, takže niektoré asynchrónne
správy (traps) nemuseli byť vždy s určitosťou doručené do NMS. Efektivitu systému SNMP
znižoval taktiež počet monitorovaných uzlov v sieti, oneskorenie vytvorené prenosom a vy-
hodnocovaním dát a frekvencia dotazovania NMS. Tieto problémy rieši rozšírenie RMON.
2.4.2 RMON
RMON (Remote network MONitoring) je rozšírenie protokolu SNMP, ktoré presúva úlohu
vyhodnocovania dát na monitorované zariadenia (sondy) aby sa obmedzilo množstvo dát,
ktoré je potreba po sieti do NMS posielať. Dáta sú do NMS prenášané iba v prípade potreby
a nie pravidelne ako je tomu v prípade SNMP bez podpory RMON.
Sondy sú nakonfigurované tak, aby dáta zo siete odchytávali v
”
promiscuous“ móde4. Vďaka
tomu RMON umožňuje monitorovať celý segment siete, ku ktorej je sonda pripojená.
Architektúra siete RMON (obr. 2.4) sa skladá z 2 prvkov:
• Riadiaca stanica NMS
Zbiera dáta zo sond a prevádza celkovú analýzu. Riadiaca stanica môže zmenou pa-
rametrov MIB v sondách definovať, ktoré vlastnosti siete má sonda sledovať.
4Sieťové rozhranie prijíma všetky pakety, ktoré sa v jeho dosahu na sieti objavia. Rozhranie teda ignoruje
cieľovú adresu paketu.
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• RMON sonda (angl. probe, agent)
Ide o sieťové zariadenie, ktoré zbiera dáta zo siete v promiscuous režime. Môže ňou byť
akékoľvek sieťové zariadenie, ktoré umožňuje plniť funkcie sondy, alebo špecializované
hardwarové zariadenie. Obsahujú lokálne databázy MIB, ktoré určujú, aké parametre
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Sieťové protokoly môžeme prirovnať k ľudskej komunikácii. Ľudská komunikácia má určitý
formát a pravidlá a jej výsledkom sú určité akcie vyvolané jednou alebo druhou komu-
nikujúcou stranou. Ľudská komunikácia funguje na báze predávania správ. Správou môže
byť napríklad aj pozdrav. Na túto správu (obvykle) reaguje druhá komunikujúca strana
predpokladanou akciou (v prípade ľudskej komunikácie odzdravením).
Na rovnakom princípe fungujú aj sieťové protokoly, kedy výmenou správ spolu komunikujú
dve sieťové entity. Na rozdiel od ľudskej komunikácie sú v sieťových protokoloch pravidlá
komunikácie a akcie vyvolané správami jednoznačné. Môžeme teda vidieť jasnú analógiu
medzi ľudskou komunikáciou a komunikáciou pomocou sieťových protokolov.
Sieťové protokoly slúžia na komunikáciu medzi dvoma alebo viacerými komunikujúcimi
entitami a definujú akcie, ktoré musia byť vykonané pri prijatí a/alebo odoslaní správy.
Každá vrstva modelu TCP/IP (alebo iných) obsahuje sadu protokolov, ktoré boli vyvinuté
pre rôzne účely.
Podľa [12] ďalej rozlišujeme dva druhy protokolov:
• Stavový protokol
Sekvencia prijatých/odoslaných správ mení stav procesu (poprípade konečného auto-
matu implementujúceho stavy komunikačného protokolu), ktorý spracováva protokol.
Záleží teda na poradí správ v rámci aktuálnej komunikácie. Výhodou tohto typu
protokolu je možnosť pokračovania od bodu, kedy bola komunikácia prerušená. Ne-
výhodou je potreba uchovávania stavu a problém, akú dobu udržiavať tieto informácie
pri strate spojenia.
• Bezstavový protokol
Sekvencia prijatých/odoslaných správ nemení stav procesu/konečného automatu. Ne-
záleží teda na predošlých prijatých/odoslaných správach. Ako príklad uvedieme we-
bový prehliadač – A a webový server – B. Sekvencia komunikácie bezstavového proto-
kolu potom pozostáva z odoslanej požiadavky od entity A (požiadavka na zaslanie
www stránky) a odoslanej odpovede od B (zdrojový text www stránky). Výhodou
tohto typu protokolu je jeho jednoduchá implementácia. Nevýhodou je nemožnosť
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uchovávania stavových informácií samotným protokolom (riešené aplikáciami serve-
rov – napr. dátami cookies pri webových prehliadačoch) a teda aj nemožnosťou pokra-
čovať v stávajúcom pripojení. To je nevhodné hlavne pri prenose väčšieho množstva
dát, kedy sa po prerušení spojenia musí začať prenášanie dát odznova.
Na základe interpretácie zasielaných dát podľa [16] ďalej rozlišujeme dva typy protokolov:
• Textový protokol
Zaslané dáta sú interpretované ako text (ak nie je uvedené v protokole inak). Keďže
každý znak správy musí byť kódovaný sekvenciou bitov, tento typ protokolu musí
teoreticky preniesť väčšie množstvo dát ako binárny protokol.
• Binárny protokol
Zaslané dáta sú interpretované do dátových štruktúr. Počet prenesených bitov záleží
iba od veľkosti dátovej štruktúry (napríklad pre prenos odpovede typu ÁNO/NIE
teoreticky stačí prenos iba jedného bitu v rámci protokolu).
Protokoly sú popísané v tzv. RFC (Request For Comments) dokumentoch. RFC nie sú
normy v pravom slova zmysle, ide skôr o doporučenia, ktorými sa však riadi väčšina prog-
ramátorov a užívateľov internetu. Každý dokument má pridelené poradové číslo. Prvý RFC
dokument (RFC 11) vznikol 7.4.1969 – na počiatku siete ARPAnet.
3.1 Ethernet
Ethernet je v súčastnosti najpoužívanejší protokol na sieťach LAN. Vďaka veľmi včasnému
vývoju tejto technológie a jej nesporným výhodám si získala hneď od počiatku veľa priazniv-
cov, ktorí neskôr neboli ochotný migrovať k iným LAN technológiám (ATM, FDDI, Token




• rôzne prenosové rýchlosti
• veľká rozšírenosť technológie
Technológia ethernetu bola spočiatku vyvíjaná troma firmami – Digital Equipment Corpo-
ration, Intel a Xerox. Najprv technológia nebola štandardizovaná. To sa zmenilo až vydaním
štandardu IEEE 802.3 CSMA/CD organizáciou IEEE (Institute of Electrical and Electro-
nics Engineers), neformálne známeho ako Ethernet. IEEE doporučilo firmám upraviť svoju
technológiu, aby odpovedala štandardu. Firmy však svoju technológiu ethernetu neupravili
presne podľa štandardu. Do dnešného dňa sú v týchto dvoch technológiách určité rozdiely.
Rozlišujeme 3 technológie:




• IEEE 802.3 CSMA/CD – vyvinutá firmou IEEE
• Ethernet II – druhá verzia, vznikla po úprave prvej verzie na základe štandardu firmy
IEEE, dnes najpoužívanejšia technológia
Rozdiel medzi technológiami je však minimálny, preto môžu fungovať na jednej sieti súčasne
a sieťové adaptéry ich ľahko rozlíšia.
Ethernetový protokol je zodpovedný za adresovanie rámcov na jednej sieti. Na adresovanie
sa používa MAC (Media Access Control) adresa, ktorá je pridelená sieťovému zariadeniu už
pri výrobe. Táto adresa musí byť v rámci LAN siete unikátna. Protokol pracuje na linkovej
vrstve modelu TCP/IP. Rámec ethernetu (obr. 3.1) obsahuje nasledovné položky:
Rámec                          
(frame)
preambula
cieľová MAC                    
adresa
zdrojová MAC               
adresa
typ dáta CRC
Veľkosť poľa         
[B]
8 6 6 2 46 - 1500 4
Obr. 3.1: Štruktúra Ethernetového rámca verzie 2
• preambula: striedavý sled bitov 0 a 1, slúži na zosynchronizovanie hodín na strane
príjemcu
• cieľová MAC adresa: obsahuje MAC adresu príjemcu
• zdrojová MAC adresa: obsahuje MAC adresu odosielateľa
• typ: pole určuje typ vyššieho protokolu
• dáta: pole dát, ktoré sú obsiahnuté v rámci
• CRC: kontrolný súčet rámca, pomocou neho možno zistiť chyby spôsobené prenosom
3.2 IP
Sieťový protokol IP (Internet Protocol) tvorí základ dnešného internetu. Protokol slúži
na prenos dát a smerovanie paketov na sieťovej vrstve.
Prenos zabezpečovaný týmto protokolom však nieje spoľahlivý a nezaručuje ani poradie
doručených dát (ak boli fragmentované). Túto vlastnosť zabezpečuje protokol TCP (3.4)
na transportnej vrstve. Ak sú dáta prijaté z vyššej vrstvy väčšieho objemu, ako je schopný
jeden paket preniesť, sú dáta rozdelené a je označený ich offset (posun) voči začiatku dát.
Každé zariadenie, ktoré pracuje v sieti používajúcej IP protokol a pracuje minimálne na sie-
ťovej vrstve musí mať pridelenú IP adresu. IP adresa sa pridelí buď staticky užívate-
ľom/správcom siete alebo dynamicky sieťovým prvkom obsahujúcim funkcionalitu DHCP2
servera.
2DHCP (Dynamic Host Configuration Protocol) je sieťový protokol na aplikačnej vrstve. Komunikácia
prebieha podla modelu klient-server, kedy klient požiada o pridelenie IP adresy a server odpovedá príslušnou
správou (napr. zaslaním pridelenej IP adresy).
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V nasledujúcich dvoch podkapitolách budú bližšie vysvetlené jednotlivé verzie protokolu
IP.
3.2.1 IPv4
IPv4 (IP version 4) je prvá rozšírená verzia IP protokolu. IP adresa tohto protokolu je
32-bitová, čo predstavuje v rámci internetu 232 (4 294 967 296) priamo adresovateľných za-
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Riadok
0 - 7 8 - 15 16 - 23 24 - 31
Version IHL Type of Service Total length
Identification Flags Fragment offset
Payload




Obr. 3.2: Štruktúra IPv4 paketu
• Verzia (angl. version) (veľkosť 4 b)
Určuje verziu IP protokolu. V prípade IPv4 je to hodnota 4.
• Dĺžka hlavičky (angl. Internet Header Length, IHL) (veľkosť 4 b)
Určuje dĺžku hlavičky IP paketu. Číslo udáva počet slov (1 slovo = 32 bitov) v hlavičke
paketu.
• Typ služby (angl. Type of Service, ToS) (veľkosť 8 b)
Možnosť uvedenia typu služby.
• Celková dĺžka paketu (angl. total lengt) (veľkosť 16 b)
Uvádza celkovú dĺžku paketu (hlavička + dáta). Číslo udáva veľkosť paketu v bytoch,
pričom minimum je 20 bytov (samotná hlavička) a maximum je 216 − 1 (= 65 535)
bytov.
• Identifikačné číslo fragmentu (angl. identification) (veľkosť 16 b)
Označuje pôvodný celok dát jedným identifikačným číslom, čo umožňuje následné
spojenie fragmentov dát na strane prijímateľa do pôvodného celku dát. Identifikačné
číslo je pridelené odosielateľom.
• Príznaky (angl. flags) (veľkosť 3 b)
Prvý bit poľa je nevyužitý, jeho hodnota je 0. Druhý bit poľa označuje, či je zaká-
zané paket fragmentovať (0 – nie, 1 – áno). Označuje sa ako DF (Don’t Fragment).
Posledný – tretí bit slúži na označenie, či je daný paket posledným fragmentom pô-
vodného fragmentovaného paketu. Označuje sa ako MF (More Fragments) a význam
hodnôt je totožný s predchádzajúcim príznakom DF.
• Posunutie fragmentu (angl. fragment offset) (veľkosť 13 b)
Určuje posunutie fragmentu dát voči začiatku pôvodného bloku dát. Číslo je počítané
po 8 bytových blokoch.
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• Životnosť paketu (angl. Time To Live, TTL) (veľkosť 8 b)
Číslo udáva životnosť paketu, v minulosti v sekundách, v súčastnosti v počte skokov.
Prechodom cez zariadenie pracujúcom na sieťovej vrstve sa hodnota dekrementuje.
Pri hodnote 0 sa paket zahodí.
• Protokol vyššej vrstvy (angl. protocol) (veľkosť 8 b)
Obsahuje kód protokolu, ktorý bol použitý na vyššej vrstve u odosielateľa. Tento údaj
je použitý na prijímacej strane, kde sieťová vrstva potrebuje zistiť, ktorému protokolu
na transportnej vrstve dáta predá.
• Kontrolný súčet hlavičky (angl. header checksum) (veľkosť 16 b)
Kontrolný súčet hlavičky slúži na detekciu chýb vytvorených prenosom paketu.
• Zdrojová adresa (angl. source address) (veľkosť 32 b)
IP adresa odosielateľa v binárnej podobe.
• Cieľová adresa (angl. destination address) (veľkosť 32 b)
IP adresa príjemcu v binárnej podobe.
• Možnosti (angl. options) (veľkosť 32 b)
Obsahuje voliteľné dáta. Pole môže ale nemusí byť prítomné.
• Dáta (angl. data, payload) (veľkosť 0 až ∼64 kB)
Obsahuje dáta vyššej vrstvy.
3.2.2 IPv6
Verzia 6 protokolu IP vznikla ako odpoveď na postupné vyčerpávanie IPv4 adries na za-
čiatku 90-tych rokov. Tento protokol postupne nahrádza starší – IPv4 protokol.
Hlavnými vylepšeniami IPv6 voči IPv4 sú nasledovné [19]:
• väčší adresový priestor (adresa až 128 b)
• zvýšenie bezpečnosti
• pevná dĺžka hlavičky
• automatická konfigurácia adresy
• vynechanie kontrolného súčtu (ten musel byť pri IPv4 prepočítavaný na každom sme-
rovači)
• fragmentácia a zostavenie fragmentovaných paketov iba na koncových zariadeniach
• väčší objem prenášaných dát
Štruktúra IPv6 paketu (obr. 3.3) pozostáva z nasledovných položiek [5]:
• Verzia (angl. version) (veľkosť 4 b)
Verzia protokolu IP. V tomto prípade hodnota 6.
• Trieda prevádzky (angl. traffic class) (veľkosť 8 b)


















Payload length Next header Hop limit
             Bit 
Riadok
0 - 7 8 - 15 16 - 23 24 - 31
Version Traffic class
Obr. 3.3: Štruktúra IPv6 paketu
• Značka toku (angl. flow label) (veľkosť 20 b)
Pole sa používa na identifikáciu toku súvisiacich paketov.
• Dĺžka dát (angl. payload length) (veľkosť 16 b)
Dĺžka dát nasledujúcich za hlavičkou v bytoch.
• Ďalšia hlavička (angl. next header) (veľkosť 8 b)
Pole určuje typ nasledujúcej hlavičky (rozširujúca/voliteľná hlavička alebo protokol
vyššej vrstvy).
• Limit skokov (angl. hop limit) (veľkosť 8 b)
Pole má rovnaký význam ako pole TTL pri IPv4 – určuje počet možných preposlaní
na smerovačoch.
• Zdrojová adresa (angl. source address) (veľkosť 128 b)
Určuje IPv6 adresu zdroja.
• Cieľová adresa (angl. destination address) (veľkosť 128 b)
Určuje IPv6 adresu cieľa.
• Rozširujúce/voliteľné hlavičky (angl. extension/optional headers) (veľkosť –
násobky 8b až po ∼64 kB)
Hlavičky môžu byť zreťazené, kedy aktuálna hlavička obsahuje odkaz na ďaľšiu hla-
vičku. Obsahujú informácie o smerovaní, fragmentácii, mobilite, šifrovaní, . . .
• Dáta (angl. data, payload) (veľkosť 0 až ∼4 GB)
Obsahuje dáta vyššej vrstvy. Dáta sú v štandardnom režime povolené do maximálnej
veľkosti ∼64 kB, pri použití príznaku
”
jumbo packet“ teoreticky do veľkosti 232 =
4294 967 296B = 4GB.
3.3 ICMP
Protokol ICMP (Internet Control Message Protocol) slúži na prenos informácií o sieťovej
vrstve medzi zariadeniami, ktoré na sieťovej vrstve pracujú. ICMP dáta sú prenášané IP pa-
ketmi. V IP pakete sa potom ako protokol vyššej vrstvy označí protokol ICMP. Zariadenie,
ktoré prijme takýto paket, rozbalí dáta paketu a spracuje ICMP správu.
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Obecne protokol ICMP prenáša dva typy správ:
• zistenie dostupnosti služby
• oznámenie chyby
3.3.1 ICMPv4
Protokol ICMPv4 sa používa v sieti, ktorá používa protokol IPv4. ICMPv4 správa (obr.





              Bit 
Riadok
0 - 7 8 - 15 16 - 23 24 - 31
Obr. 3.4: Štruktúra ICMPv4 správy
• Typ (angl. type) (veľkosť 8 b)
Označuje typ ICMP správy.
• Kód (angl. code) (veľkosť 8 b)
Bližšie špecifikuje typ správy uvedený v poli
”
type“.
• Kontrolný súčet (angl. checksum) (veľkosť 16 b)
Kontrolný súčet pre ICMP správu.
• Dáta (angl. data, message body)
Pole dát môže obsahovať rôzne informácie, v závislosti od uvedeného typu a kódu.
3.3.2 ICMPv6
Protokol ICMPv6 sa používa v sietiach používajúcich protokol IPv6. V porovnaní s ICMPv4
pribudli v novej verzii nové typy a kódy správ, ktoré boli potrebné pre funkciu IPv6 sietí.
Správy ICMPv6 sa skladajú z rovnakých [7] bitových polí ako správy ICMPv4 (obr. 3.4).
3.4 TCP
Samotná sieťová vrstva modelu TCP/IP neposkytuje kontrolu doručenia dát, preto vznikol
protokol TCP (Transmission Control Protocol). Protokol zaistí, že dáta na prijímanej strane
sú v správnom poradí, nepoškodené, kompletné a doručené na adresovaný port3. Hlavné
vlastnosti protokolu TCP [18]:
• spojovo-orientovaný (angl. connection-oriented) – odosielateľ pred samotným preno-
som dát ustanoví spojenie s prijímajúcou stranou
3Na úrovni transportnej vrstvy sú jednotlivé aplikácie adresované pomocou tzv. portov. Port je 16-bitové
číslo (= 65 536 portov), ktoré je pridelené procesu od operačného systému.
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• point-to-point spojenie – dáta sú vysielané iba medzi dvoma zariadeniami
• spoľahlivý prenos dát (angl. reliable transfer) – dáta sú brané ako prúd bitov
• neobmedzená veľkosť prenášaných dát
• riadenie zahltenia (angl. congestion control) – TCP obsahuje mechanizmus, ktorý riadi
možné preťaženie príjemcu (zahltenie príjemcu dátami)
• plne duplexný prenos (angl. full duplex) – dáta je možné zasielať obojsmerne v rovna-
kom čase












Data offset Reserved Flags Window size
Destination port
Sequence number
            Bit 
Riadok
0 - 7 8 - 15 16 - 23 24 - 31
Source port
Obr. 3.5: Štruktúra TCP segmentu
• Zdrojový port (angl. source port) (veľkosť 16 b)
Číslo udáva zdrojový port aplikácie, ktorá dáta poslala.
• Cieľový port (angl. destination port) (veľkosť 16 b)
Číslo udáva cieľový port aplikácie, ktorej budú dáta predané.
• Sekvenčné číslo (angl. sequence number) (veľkosť 32 b)
Číslo predstavuje poradové číslo odosielaného bitu.
• Potvrdzovacie číslo (angl. acknowledge number) (veľkosť 32 b)
Číslo predstavuje poradové číslo prijatého bitu.
• Posun dát (angl. data offset) (veľkosť 4 b)
Predstavuje posun dát od začiatku hlavičky, teda defacto veľkosť hlavičky. Číslo je
počítané po 32 bitoch.
• Rezervované (angl. reserved) (veľkosť 6 b)
Pole je rezervované pre budúce účely.
• Príznaky (angl. flags) (veľkosť 6 b)
Pole obsahuje nasledujúce príznaky:
◦ URG (urgent data) – indikuje prenášanie urgentných dát
◦ ACK (acknowledge) – indikuje platné číslo potvrdenia
◦ PSH (push data) – indikuje požiadavku čo najrýchlejšieho doručenia dát aplikač-
nej vrstve
◦ RST (reset) – indikuje požiadavku na reštartovanie spojenia
21
◦ SYN (synchronize) – indikuje požiadavku na vytvorenie spojenia
◦ FIN (finish) – indikuje požiadavku na ukončenie spojenia
• Veľkosť okna (angl. window size) (veľkosť 16 b)
Označuje veľkosť dát (v bytoch), ktorú si želá príjemca prijať.
• Kontrolný súčet (angl. checksum) (veľkosť 16 b)
Slúži na detekciu chýb spôsobených pri prenose segmentu.
• Urgentné dáta (angl. urgent pointer) (veľkosť 16 b)
Pole obsahuje ukazovateľ na posledný byt v dátovej časti, ktorý patrí do časti
”
nalie-
havých dát“. Pole je platné len v prípade kladného príznaku URG.
• Voľby (angl. options) (veľkosť 0 až 320 b)
Obsahuje voliteľné parametre spojenia.
• Dáta (angl. data) (veľkosť 0 až MSS4)
Dáta, ktoré sú prenášané z vyššej vrstvy. TCP na tieto dáta hladí len ako na blok
bitov. Môže ich teda rozdeliť v ktoromkoľvek bode.
3.5 UDP
Protokol UDP (User Datagram Protocol) sa používa v prenosoch dát, kedy je nie je dôležitá
možná strata paketu a hlavná je rýchlosť doručenia. Použitie nachádza v streamovanom
multimediálnom obsahu, DNS5 systéme a pod. Hlavnými vlastnosťami UDP sú [17]:
• nevytvára spojenie medzi koncovými systémami
• bezstavový protokol
• nezabezpečuje dodanie dát
• nezabezpečuje poradie dodaných dát
• neobsahuje mechanizmus riadenia zahltenia





            Bit 
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Obr. 3.6: Štruktúra UDP segmentu
• Zdrojový port (angl. source port) (veľkosť 16 b)
Číslo udáva zdrojový port aplikácie, ktorá dáta poslala.
4MSS (Maximum Segment Size) určuje maximálnu veľkosť dát jedného TCP segmentu. Určuje sa pri vy-
tváraní spojenia.
5DNS (Domain Name System) je distribuovaný systém pre preklad doménových mien na adresy a opačne.
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• Cieľový port (angl. destination port) (veľkosť 16 b)
Číslo udáva cieľový port aplikácie, ktorej budú dáta predané.
• Dĺžka (angl. length) (veľkosť 16 b)
Dĺžka UDP segmentu v bytoch. Počíta sa veľkosť hlavičky a veľkosť dát.
• Kontrolný súčet (angl. checksum) (veľkosť 16 b)
Slúži na detekciu chýb spôsobených pri prenose segmentu.
• Dáta (angl. data) (veľkosť záleží od veľkosti podporovanej od IP protokolu)
Dáta, ktoré sú prenášané z vyššej vrstvy. UDP na tieto dáta hladí len ako na blok
bitov. Môže ich teda rozdeliť v ktoromkoľvek bode.
3.6 HTTP
HTTP (HyperText Transfer Protocol) je textový protokol aplikačnej vrstvy. Slúži na pre-
nos webových stránok vo formáte HTML. Komunikácia prebieha na základe modelu kli-
ent/server. Klient posiela požiadavky na server a ten zasiela odpoveď. Protokol je bez-
stavový, čo znamená, že prijaté ani odoslané správy nemenia stav spojenia na koncových
systémoch. Existujú mechanizmy na uchovávanie stavu. Najčastejšie je to použitie
”
co-
okies“, ktoré sú uchovávané na strane serveru aj klienta. Tie uchovávajú priebežný stav
komunikácie.
Pri tomto protokole rozlišujeme dva typy správ – požiadavku a odpoveď. Na nasledujúcom
obrázku 3.7 je zobrazená štruktúra správy [6] protokolu HTTP. Značky cr a lf znamenajú
odriadkovanie v texte a značka sp znamená medzeru (angl. space).
:
: : :: : :: : :
:
Data
Header field name value cr lf
cr lf
lf
Header field name value cr lf
Method/         
Version
sp
URL/               
Status code
sp
Version/                    
Phrase
cr
Obr. 3.7: Štruktúra HTTP správy
Správa, v závislosti od toho, či sa jedná o požiadavku alebo odpoveď, obsahuje rôzne hod-
noty. Najprv si popíšeme polia správy (obr. 3.7) v prípade požiadavky:
• metóda (angl. method)
Ide o typ žiadosti v HTTP protokole. Hlavné metódy podporované v HTTP verzii
1.1:
◦ GET – žiadosť o získanie obsahu objektu (najčastejší typ žiadosti)
◦ POST – pridanie k obsahu objektu (napr. po vyplnení formulára)
◦ HEAD – žiadosť o získanie hlavičky objektu
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◦ PUT – žiadosť o nahranie obsahu súboru na server
◦ DELETE – žiadosť o zmazanie objektu
• URL
URL (Uniform Resource Locator) sa používa na špecifikáciu umiestnenia objektu.
• verzia (angl. version)
Určuje verziu HTTP protokolu.
• riadky hlavičky (angl. header lines)
Obsahujú doplňujúce informácie o správe, servere a pod.
• dáta (angl. data)
Časť správy, ktorá obsahuje voliteľné dáta.
V prípade odpovede polia z obrázku 3.7 chápeme nasledovne:
• verzia (angl. version)
Určuje verziu HTTP protokolu.
• kód odpovede (angl. status code)
Jedná sa o kód, ktorý označuje výsledok vykonania požiadavky. Kód je trojmiestne
číslo, kde prvé číslo určuje najširšiu skupinu typu návratového kódu:
◦ 1xx – server požiadavku prijal, no požiadavka sa ešte vybavuje (odpovede tohto
typu nie sú povinné zo strany servera)
◦ 2xx – server požiadavku prijal, a úspešne vybavil
◦ 3xx – server požiadavku prijal, no klient musí vykonať dodatočnú akciu na vyba-
venie svojej požiadavky (napr. presmerovanie)
◦ 4xx – chybový kód, ktorý zasiela server v prípade chyby spôsobenej klientom
(napr. objekt nenájdený)
◦ 5xx – chybový kód, ktorý zasiela server v prípade jeho zlyhania (napr. server
nedostupný)
• fráza odpovede (angl. phrase)
Fráza odpovede je jednoduchý textový popis kódu odpovede.
• riadky hlavičky (angl. header lines)
Obsahujú doplňujúce informácie o správe, servere a pod.
• dáta (angl. data)




Analyzátory prevádzky na počítačovej sieti slúžia na správu siete, hľadanie bezpečnost-
ných rizík alebo zvyšovanie výkonu siete. Analyzátory pracujú na úrovni paketov, ktoré sú
nasnímané zo siete a následne analyzované. Správa počítačových sietí bola podrobnejšie roz-
pracovaná v kapitole 2.4. Teraz si popíšeme detailnejšie prostriedky na analýzu prevádzky
na sieti.
Väčšina bežných užívateľov pracuje hlavne s grafickým rozhraním programov, len zriedka
(alebo vôbec) sa bežný užívateľ stretáva s dátami vo forme zachytených paketov. No práve
sieťové programy, ktoré užívatelia používajú, využívajú služby nižších vrstiev, z čoho vy-
plýva, že dáta sú nakoniec posielané vo forme paketov. Z tohto dôvodu sa na správu siete
používajú štatistiky a dáta práve z paketov.
Skôr, než sa rozhodneme pre určitý analyzátor paketov (angl. packet sniffer), treba zvážiť
minimálne tieto faktory [20]:
• Podporované protokoly
Každý program môže obsahovať inú sadu protokolov, ktorú dokáže v paketoch rozo-
znať a analyzovať.
• Jednoduché používanie
S ohľadom na zložitosť ovládania a užívateľa, ktorý bude program ovládať, treba zvoliť
vhodný program.
• Náklady
Podstatnú rolu hrá cena paketového analyzátora. Je mnoho voľných programov, no
nie vždy musia poskytnúť to, čo komerčné produkty.
• Podpora programu
Pri platených programoch môže ísť o rôzne kurzy a pod. Pri bezplatných programoch
môže pri riešení problémov pomôcť často iba dostupná dokumentácia, fóra užívateľov
a pod.
• Podpora operačných systémov
Niektoré analyzátory nie sú multiplatformové, preto treba zvážiť, na akom systéme
bude tento program využívaný.
V nasledujúcej kapitole bude popísaný známy analyzátor paketov Wireshark. V posledných
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dvoch kapitolách budú predstavené dva XML formáty, používané na uloženie analyzovaných
paketov.
4.1 Wireshark
Wireshark je veľmi rozšírený analyzátor paketov. Tento program je bezplatný, podporuje
vyše 800 protokolov [20], je jednoduchý a intuitívny, multiplatformový a riešenie problémov
možno často nájsť na internetových fórach užívateľov.
V programe, ktorý vznikol v rámci tejto práce je použitá varianta Wiresharku bez grafic-
kého rozhrania – konzolový TShark. Poskytuje rovnaké možnosti ako Wireshark. Ovplyvniť
chod programu TShark vieme pomocou zadaných prepínačov v terminále. Týmto spôsobom
možno meniť sieťové rozhranie, na ktorom bude program odpočúvať, alebo zapnúť preklad
adries (MAC, IP, . . . ) a iné. Program je schopný zachytenú prevádzku uložiť do súboru,
z ktorého môže byť potom znova načítaná a analyzovaná. Program potom z takto uloženej
prevádzky umožňuje exportovať súbory formátu pdml a psml.
4.2 NetPDL
NetPDL (NETwork Protocol Description Language) je značkovací jazyk, ktorý je zameraný
na popis protokolov modelu OSI na vrstvách 2 (linková) až 7 (aplikačná). Vďaka popisu
protokolov jednotnou formou je možné ich zdielať medzi rôznymi programami a vykonávať
nad dátami rôzne úlohy. Základom NetPDL je jazyk XML.
Každý program, ktorý analyzuje pakety, má vlastnú databázu protokolov, ktoré dokáže
rozpoznať. NetPDL si kladie za cieľ vytvoriť jednu unikátnu databázu, ktorú by mohli pou-
žívať všetky aplikácie. Cieľom NetPDL je ľahká rozšíriteľnosť tejto databázy a jednoduchosť
popísaných protokolov, kedy by malo byť pochopenie popisu protokolov jednoduché aj
bez znalosti syntaxi NetPDL.
4.2.1 PDML
Úzko spätý s NetPDL je jazyk PDML (Packet Details Markup Language), ktorého základom
je tiež jazyk XML a používa sa na detailný popis zachytených paketov.
Štruktúru PDML súboru, vygenerovaného programom TShark, možno vidieť na obrázku
4.1.
Súbor obsahuje hlavičku XML a koreňový element pdml, v ktorom sa opakujú elementy
packet. Každý element packet reprezentuje jeden zachytený a spracovaný paket. Tento
ďalej obsahuje elementy reprezentujúce jednotlivé zapuzdrené protokoly v opačnom poradí,
ako boli zapuzdrené (posledný protokol je najvyššej vrstvy).
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D:\Dropbox storage\Dropbox\ISZ + IBP\captured traffic\1.pdml 21. apríla 2013 15:55
1   <?xml version="1.0"?>
2   <?xml-stylesheet type="text/xsl" href="pdml2html.xsl"?>
3   <pdml version="0" creator="wireshark/1.8.2" time="Tue Sep 25 16:48:25 2012" capture_file="C:\captured.pcapng">
4   <packet>
5   <proto name="geninfo" pos="0" showname="General information" size="130">
6   <proto name="frame" showname="Frame 8: 130 bytes on wire, 130 bytes captured on interface 0" size="130" pos="0">
7   <proto name="eth" showname="Ethernet II, Src: 14:ca:e9:69:85:56, Dst: 01:00:5e:00:d4:fe" size="14" pos="0">
8   <proto name="ip" showname="Internet Protocol Version 4, Src: 147.229.0.32, Dst: 224.0.0.251" size="20" pos="14">
9   <proto name="udp" showname="User Datagram Protocol, Src Port: 5353, Dst Port: 5353" size="8" pos="34">
10   <proto name="dns" showname="Domain Name System (query)" size="88" pos="42">
11   </packet>
12   
13   <packet>
14   ...
15   </packet>
16     .
17     .
18     .
19   </pdml>
-1-
Obr. 4.1: Štruktúra PDML súboru
4.2.2 PSML
PSML (Packet Summary Markup Language) obsahuje iba súhrnné informácie o zachytených
paketoch. Jeho základom je taktiež jazyk XML.
Štruktúru PSML súboru, vygenerovaného programom TShark, možno vidieť na obrázku
4.2.
D:\Dropbox storage\Dropbox\ISZ + IBP\captured traffic\1.psml 21. apríla 2013 16:09
1   <?xml version="1.0"?>
2   <psml version="0" creator="wireshark/1.8.2">
3   <structure>
4   <section>No.</section>
5   <section>Time</section>
6   <section>Source</section>
7   <section>Destination</section>
8   <section>Protocol</section>
9   <section>Length</section>
10   <section>Info</section>
11   </structure>
12   
13   <packet>
14   <section>8</section>
15   <section>0.126215000</section>
16   <section>147.229.0.32</section>
17   <section>224.0.0.251</section>
18   <section>MDNS</section>
19   <section>130</section>
20   <section>Standard query 0x0000  PTR _migo._tcp.local, &quot;QM&quot; question</section>
21   </packet>
22   .
23   .
24   .
25   </psml>
26   
-1-
Obr. 4.2: Štruktúra PSML súboru
Súbor obsahuje hlavičku XML a koreňový element psml. Nasleduje jediný výskyt elementu
structure, ktorý svojím poradím a označením v svojich ostatných vnorených elementoch
určí význam elementov v nasledujúcich blokoch paketov. Nasledujú opakujúce sa elemetny
packet. Každý element packet reprezentuje jeden zachytený a spracovaný paket. Tento
ďalej obsahuje elementy reprezentujúce jednotlivé základné informácie o zachytenom pakete,




Relačný databázový systém (ďalej len databáza) je organizovaná kolekcia dát, typicky or-
ganizovaných do logického modelu, ktorý do určitej miery abstrakcie zobrazuje časť reality.
Dáta sú reprezentované formou tabuliek (tzv. relácií), ktoré sú navzájom v určitom vzťahu.
Pojem databáza vo všeobecnosti zahŕňa aj systém pre riadenie bázy dát (angl. DataBase
Management System – DBMS), ktorý slúži na správu dát v databáze (mazanie, pridávanie,
radenie, administrácia, . . . ).
Na fyzickej úrovni sú dáta uložené v súboroch operačného systému. Jednotlivé tabuľky
však nemusia zodpovedať jednotlivým súborom. Tabuľka sa môže nachádzať vo viacerých
súboroch, alebo viacero tabuliek môže byť uložených v jednom súbore. O fyzické uloženie
a správu dát sa stará systém pre riadenie bázy dát. Keďže databázy obsahujú veľké množstvo
informácií, je potreba v súboroch rýchlo a efektívne vyhľadávať jednotlivé záznamy. Pre ten-
to účel používajú databázy tieto tri typy súborov [22]:
• Neusporiadaný súbor (angl. heap file)
Záznamy sú v súbore uložené v náhodnom poradí. Záznam je pri vkladaní do súboru
uložený na ľubovolné miesto, ktoré je dostatočne veľké na jeho uloženie.
• Sekvenčný súbor (angl. sequential file)
Záznamy sú v súbore uložené ako zoznam, vytvorený pomocou ukazovateľov. Záznamy
sú zoradené na základe vyhľadávacieho kľúča. Tento prístup však nie je príliš vhodný
pri častých zmenách súborov (mazanie alebo vkladanie záznamov). Pri mazaní zá-
znamov nevzniká veľký problém, pretože zoznam sa iba
”
prepojí“ a daný záznam sa
vymaže. V prípade pridávania záznamu môžu nastať dve situácie, kedy na potrebnom
mieste v súbore:
1. je dostatok miesta na vloženie nového záznamu
2. nie je dostatok miesta na vloženie nového záznamu – záznam je uložený do tzv.
”
pretokového bloku“; ak je záznamov v pretokovom bloku veľa, musí dôjsť k fy-
zickej reorganizácii záznamov v súbore, aby boli záznamy sekvenčne zoradené
na fyzickej úrovni (v súbore)
• Hašovaný súbor (angl. hashed file)
Záznamy sú uložené do blokov, ktoré sú určené hašovacou funkciou. Nájdenie prísluš-
ného bloku so záznamom trvá konštantný čas, čím sa urýchľuje vyhľadávanie.
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V databázach je potrebné dodržiavať tzv. integritné obmedzenia. Sú to obmedzenia oboru
hodnôt a dátového typu jednotlivých dát. Každá tabuľka musí obsahovať minimálne jeden
stĺpec, ktorý je označený ako primárny kľúč. Jeho hodnoty musia byť v danej tabuľke
unikátne. Podľa týchto hodnôt totiž musí byť jednoznačne možné vyhľadať každý riadok
tabuľky. Primárny kľúč môže byť zložený z viacerých stĺpcov tabuľky, vtedy sa kľúč nazýva
zložený. Pri výskyte viacerých stĺpcov, ktoré by mohli byť použité ako primárny kľúč, ich
nazývame kandidátne kľúče. V tabuľke sa okrem primárneho kľúča môže vyskytovať aj kľúč
cudzí, ktorý je odkazom na primárny alebo kandidátny kľúč v inej tabuľke.
Na komunikáciu s databázou sa používa štandardizovaný jazyk SQL (Structured Query
Language), alebo programové ovládače ODBC (Open DataBase Connectivity) – ovládač na-
písaný v jazyku C a JDBC (Java DataBase Connectivity) – ovládač napísaný v jazyku Java.
5.1 Databázový systém Oracle
V tejto práci bol použitý databázový systém Oracle 11g. Databáza podporuje mnoho tech-
nológií, cez základné SQL, rozširujúce PL/SQL, XML, a mnoho iného.
5.1.1 PL/SQL
PL/SQL (Procedural Language/SQL) je procedurálna nadstavba nad jazykom SQL. Pro-
cedúru, ktorú tvorí PL/SQL kód nazývame blok. Bloky môžu byť anonymné alebo pome-
nované. Pomenované bloky sú uložené na strane servera, anonymné sú uložené v klientskej
aplikácii. Blok PL/SQL kódu je zložený z týchto častí:
• deklarácia – definícia a deklarácie použitých premenných/kurzorov
• príkazy – samotné výkonné inštrukcie kódu
• spracovanie výnimiek – spracovanie vzniknutých výnimiek vytvorených počas vykoná-
vania bloku
Výhodou procedúr, okrem možnosti procedurálneho vykonávania kódu, je ich uchovanie
priamo na strane databázy (v prípade pomenovaných blokov). Preto tieto uložené procedúry
môžu byť spúšťané ľubovolnými užívateľmi s požadovanými právami.
Databázový systém obsahuje rôzne balíčky. Balíček je sada procedúr, určená na riešenie
množiny príbuzných problémov (napr. balíček pre prácu s XML).
5.1.2 Podpora XML v databázovom systéme Oracle
Jazyk XML je v dnešnej dobre veľmi rozšírený. Je to jazyk značkovací, podobne ako jazyk
HTML a používa sa pri tvorbe štrukturovaných dokumentov. Slúži na popis dát a ich prenos
medzi aplikáciami. Vďaka svojej flexibilite a možnostiam ním možno popísať aj zložité dáta.
Databázový systém Oracle obsahuje podporu jazyka XML, spracovávanie XML súborov,




XML dokument obsahuje dáta, ktoré sú označené elementami. Syntax týchto elementov
a definíciu dát v XML dokumente možno určiť XML schémou. Pri definovaní dát (určení
typu) môžeme použiť buď existujúce dátové typy, alebo na ich základe vytvoriť vlastné typy
alebo štruktúry. Element môže taktiež obsahovať atribúty, ktoré nesú určitú hodnotu.
XML schémy v databázovom systéme sú používané napr. pri validácii vstupných XML
súborov, automatické vytváranie tabuliek z vložených dát, na export dát pomocou XML
súborov a podobne.
Všetky atribúty nasledujúcich zachytávaných protokolov, ktoré budú uchovávané, boli kon-
zultované s vedúcim práce p. Ing. Rábom. Pri všetkých protokoloch sú sledované tieto
spoločné parametre:
• súhrnné informácie o pakete v textovej forme vygenerované programom TShark
• absolútny čas zachytenia paketu
• relatívny čas paketu – čas od začiatku prvého zachyteného paketu v aktuálnom sedení
• poradové číslo zachyteného paketu, počíta sa od 0, začína od prvého zachyteného
paketu v aktuálnom sedení
• veľkosť zachyteného paketu (celého ethernet framu) v bytoch
• textový popis obsiahnutých a rozpoznaných protokolov v pakete
Okrem hore uvedených atribútov sú pri každom protokole sledované aj jeho špecifické pa-
rametre, ktoré budú uvedené v nasledujúcich podkapitolách. MAC, IPv4 a IPv6 adresy sú
ukladané v hexadecimálnom tvare.
6.1 Ethernet
Pri protokole Ethernet sú sledované nasledovné atribúty (význam atribútov je v sekcii 3.1):
• cieľová MAC adresa
• zdrojová MAC adresa
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6.2 IPv4
Pri protokole IPv4 sú sledované nasledovné atribúty (význam atribútov je v sekcii 3.2.1):
• cieľová adresa
• zdrojová adresa
• celková dĺžka paketu
• identifikačné číslo fragmentu
• zákaz paket fragmentovať




























Pri protokole TCP sú sledované nasledovné atribúty (význam atribútov je v sekcii 3.4):
• cieľová adresa IPv4/IPv6
• zdrojová adresa IPv4/IPv6
• cieľový port
• zdrojový port
• index spojenia (angl. stream index) – nie je súčasťou protokolu TCP, je vytváraný
programom TShark
• sekvenčné číslo
• veľkosť prenášaných dát
6.7 UDP
Pri protokole UDP sú sledované nasledovné atribúty (význam atribútov je v sekcii 3.5):
• cieľová adresa IPv4/IPv6
• zdrojová adresa IPv4/IPv6
• cieľový port
• zdrojový port
• veľkosť prenášaných dát
6.8 HTTP
Pri protokole HTTP sú sledované nasledovné atribúty (význam atribútov je v sekcii 3.6):
• cieľová adresa IPv4/IPv6
• zdrojová adresa IPv4/IPv6
• verzia HTTP protokolu
• hostiteľ (angl. host)
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• adresa objektu (URL/URI1)
• server
• metóda žiadosti
• celá HTTP správa (požiadavka alebo odpoveď) aj s dátami2
1URI (Uniform Resource Identifier) je reťazec písmen, ktorý určuje zdroj podľa lokácie alebo mena. URL
(Uniform Resource Locator), známy aj ako webová adresa, identifikuje zdroj podľa jeho lokácie, no nemusí
to byť len WWW stránka.
2Text správy je reprezentovaný hexadecimálnymi hodnotami, pretože správa môže obsahovať aj dáta,





Cieľom práce bolo vytvorenie programu, ktorý je schopný uložiť informácie o zachytenej
prevádzke do súborov formátu XML a tie následne uložiť do databázy. Pomocou jednodu-
chého demonštračného programu potom využiť dáta z databázy na rôzne štatistické účely.
Pri tvorbe aplikácie boli použité nasledovné softwarové prostriedky:
• operačný systém Enterprise Linux Server release 5.5
• databázový systém Oracle 11g, verzia 11.2.0
• program SQL*Loader, verzia 11.2.0
• program Oracle SQL Developer, verzia 3.0.03
• knižnica OCILIB, verzia 3.12.0
• knižnica LIBXML2, verzia 2.7.2
V prílohe (dodatku) A je zoznam súborov nachádzajúcich sa na priloženom CD nosiči.
V nasledujúcej časti textu bude vysvetlená implementácia programu a v kapitole 7.3 použitie
programu.
Súbor create_pdml_and_psml.sh
Na zachytávanie sieťovej prevádzky slúži Linuxový shell skript create_pdml_and_psml.sh,
ktorý používa program TShark. Skript najprv vypíše dostupné sieťové rozhrania, na ktorých
môže TShark aktuálne zachytávať prevádzku. Užívateľ zvolí číselnou voľbou požadované
rozhranie a TShark následne začne so zachytávaním prevádzky a jej uložením do natívneho
formátu pcapng. Program TShark je následne spustený znova a z výstupného súboru vytvorí
súbory formátov psml a pdml. Prepínače pre program TShark pri zachytávaní prevádzky
je možno zmeniť priamo v skripte pomocou parametra TSHARK_ARG. Prednastavenými pre-
pínačmi sú:
’-n -c 500 -F pcapng -w ’"$base_path/$OUT_FILENAME_PCAPNG.pcapng"
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Uvedený zápis prepínačov má nasledovný význam:
• -n: zákaz prekladania sieťových adries a portov
• -c: určuje po koľkých paketoch má zachytávanie skončiť
• -F: určuje formát výstupného súboru
• -w: cesta kam bude uložený výstupný súbor
Pomocou premenných v skripte (OUT_FILENAME_PCAPNG, OUT_FILENAME_PSML
a OUT_FILENAME_PDML) možno meniť názvy výstupných súborov a pomocou premennej
base_path cestu, kam budú výstupné súbory uložené.
Súbor initialize_db.sql
SQL skript obsahujúci príkazy pre vytvorenie všetkých potrebných objektov v databázovom
systéme, ktoré sú implementovanými programami používané. Skript sa skladá z nasledujú-
cich, v rade za sebou vykonávaných častí:
• príkaz na zmenu formátu času, ktorý používa databázový systém
• registrovanie XML schém (uloženie do databázového systému)
• vytvorenie databázových tabuliek pre jednotlivé protokoly
• vytvorenie databázovej tabuľky XML_TEMP
• vytvorenie procedúry INSERT_XML_PROC
Tabuľka XML_TEMP obsahuje 8 stĺpcov. Každý stĺpec tabuľky je typu XMLType (dátový typ
Oracle na uloženie XML dokumentov), obsah tejto tabuľky napĺňa program SQL*Loader.
Po nahratí XML dokumentov do tabuľky XML_TYPE sú dokumenty spracované pomocou
procedúry INSERT_XML_PROC a jednotlivé položky dokumentov sú uložené do príslušných
databázových tabuliek (napr. stĺpec XML_ETHERNET_TEMP tabuľky XML_TEMP je načítaný,
spracovaný a dáta sú uložené do tabuľky ETHERNET). Vstupné dáta sú validované voči
registrovaným XML schémam.
Stĺpce tabuliek, pri ktorých sa môže veľkosť (dĺžka) obsahu meniť, sú dátového typu CLOB
(Character Large OBject). Tento dátový typ je v databázovom systéme do veľkosti približne
4000 bytov uložený priamo v tabuľke (inline) ako dátový typ VARCHAR2, po prekročení
veľkosti je obsah dátového typu uložený do samostatného súboru (out-of-Line) [8].
Súbor clean_db.sql
SQL skript, ktorý vymaže všetky objekty vytvorené skriptom initialize_db.sql.
Súbor Makefile
Textový súbor, ktorý je použitý programom make, slúži na správu projektu. Úvod súboru je
obsadený definíciami premenných, pomocou ktorých možno meniť chod programov. Súbor
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obsahuje nasledovné ciele a ich akcie:
• all: preklad zdrojových súborov process_pdml_and_psml.c a demo_app.c
• $(PROCES_APP): preklad zdrojového súboru process_pdml_and_psml.c
• $(DEMO_APP): preklad zdrojového súboru demo_app.c
• clean: vymazanie spustiteľných súborov, objektových súborov, archívu projektu a do-
časných súborov programu SQL*Loader
• load: spustenie programu SQL*Loader s nastavenými parametrami
• pack: vytvorenie archívu projektu obsahujúceho potrebné súbory
• run: spustenie programov v bežnom poradí na vykonanie celej operácie vkladania
zachytenej prevádzky do databázového systému
• run_demo: spustenie demonštračnej aplikácie
• run_process: spustenie aplikácie process_pdml_and_psml na spracovanie vstupných
XML súborov
• run_procedure: spustenie aplikácie process_pdml_and_psml, na spustenie procedúry
INSERT_XML_PROC na strane databázy
• valgrind: spustenie aplikácie na spracovanie súborov pod programom Valgrind
Súbor process_pdml_and_psml.c
PDML a PSML súbory vytvorené skriptom create_pdml_and_psml.sh sú následne spra-
cované programom process_pdml_and_psml a vložené do zadanej databázy. Program je
implementovaný v jazyku C, práve kvôli jeho rýchlosti. Okrem štandardných knižníc ja-
zyka C sú v programe použité dve špecifické knižnice – OCILIB (7.1) a LIBXML (7.2).
Po spracovaní vstupných parametrov programu vykoná funkcia open_files kontrolu prí-
tomnosti vstupných súborov, sú inicializované dátové štruktúry (my_file_struct) vstup-
ných/výstupných súborov, vytvorené výstupné súbory a inicializované dátové štruktúry
priečinkov (štruktúra my_dir_struct). Všetky chybové hlásenia programu sú smerované
na štandardný chybový výstup stderr, ostatné výpisy sú smerované na štandardný výstup
stdout.
Spracovanie vstupných súborov má na starosti funkcia process_input_files. Ako prvé sú
inicializované čítače vstupných XML súborov a zapisovače XML súborov. Nasleduje cyklus,
ktorého jedna iterácia predstavuje spracovanie jedného zachyteného paketu. Iterácia začína
posunutím čítačov XML na nasledujúci paket pomocou funkcie set_to_next_packet_node,
nasleduje získanie textového popisu a poradového čísla paketu zo súboru PSML funkciou
get_next_psml_info. Vnorený cyklus postupne prechádza všetky protokoly vo vstupnom
PDML súbore (viď. 4.2.1) a získava požadované dáta o protokoloch. Na konci cyklu, ktorý
iteruje
”
nad paketmi“, sú nazbierané informácie o aktuálnom pakete uložené do výstupných
XML súborov pomocou funkcie save_packet. Cyklus skončí, ak už vo vstupných súboroch
nie sú pakety na spracovanie. V prípade, že elementy, ktoré musia byť prítomné v XML
súboroch z dôvodu validity voči XML schémam, nie sú prítomné v spracovávaných paketoch,




Pripojenie k databázovému systému zaobstaráva funkcia open_database. Po inicializácii
knižnice OCILIB nasleduje pripojenie k databáze a spustenie procedúry INSERT_XML_-
PROC uloženej na strane servera, ktorá sa postará o spracovanie a uloženie dát, nahratých
pomocou programu SQL*Loader. Pri vkladaní sú vstupné dáta validované voči uloženým
XML schémam na strane serveru. O prípadných chybách vzniknutých pri chode procedúry
je užívateľ upozornený pomocou chybových výpisov na terminál. Program predpokladá, že
XML schémy sú v databázovom systéme už nahraté pod názvami, ktoré sú uvedené v súbore
initialize_db.sql.
Pri ukončení programu sú volané funkcie v nasledovnom poradí:
1. close_database – uzatvorí spojenie s databázou a uvoľní použité zdroje knižnice OCI-
LIB
2. close_all_files – uzatvorí všetky použité súbory a vymaže dočasné súbory
3. free_all – uvoľní všetky alokované zdroje
Súbor xml_load.ctl
Kontrolný súbor aplikácie SQL*Loader obsahuje sekvenciu príkazov potrebných pre vloženie
dát do databázy, do tabuľky XML_TEMP.
Súbor demo_app.c
Demonštračná aplikácia je implementovaná v jazyku C a na pripojenie k databázovému
systému používa knižnicu OCILIB. Program implementuje niekoľko základných príkazov,
pomocou ktorých je možné zistiť informácie o zachytenej prevádzke. Program načítava
dáta z tabuliek, ktorých názvy sú definované na začiatku zdrojového súboru, a sú zhodné
s názvami tabuliek vytvorenými sql skriptom initialize_db.sql.
7.1 Knižnica OCILIB
Knižnica OCILIB (Oracle Call Interface LIBrary) napísaná v programovacom jazyku C
slúži na rýchly a spoľahlivý programový prístup k Oracle databázam. Vlastnosti knižnice:
• zapuzdruje rozhranie Oracle databázy OCI
• najkomplexnejší dostupný OCI wrapper1
• napísaná v čistom ISO C jazyku
• spustiteľná na všetkých platformách, na ktorých bežia databázy Oracle
• poskytuje bohaté a jednoduché programové rozhranie
1Wrapper (wrap = obal) je programové rozhranie, ktoré prekrýva iné programové rozhranie. Môže sa tak
diať za účelom zjednodušenia daného rozhrania a podobne.
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Knižnica pre svoj chod vyžaduje prítomnosť knižníc databázového klienta Oracle. Sa-
motnú knižnicu OCILIB je možné stiahnuť na adrese http://orclib.sourceforge.net/
download/.
7.2 Knižnica LIBXML
Knižnica je syntaktickým analyzátorom dát XML formátu. Knižnica je písaná v jazyku C
a je spustiteľná v systémoch Linux, Windows a iných. Dokáže čítať, vytvárať a manipulovať
s XML dátami. Knižnica obsahuje mnoho modulov. Pre potreby programu boli použité
nasledovné moduly:
• parser – základný modul knižnice, obsahuje definície základných funkcií a premen-
ných
• encoding – rozhranie funkcií na prevod kódovania reťazcov
• xmlreader – rozhranie funkcií pre čítanie dát XML formátu
• xmlwriter – rozhranie funkcií pre zapisovanie dát XML formátu
Hlavné programové rozhranie si pri čítaní alebo zapisovaní XML dát udržiava v pamäti
dátové štruktúry o celom tomto dokumente. To je však pri veľkých dokumentoch krajne
nevhodné. Preto boli v tejto práci použité moduly xmlreader a xmlwriter, ktoré si pri čí-
taní/zapisovaní dokumentu pamätajú iba potrebné aktuálne informácie, platné v danom
kontexte.
Samotnú knižnicu LIBXML je možné stiahnuť na adrese http://www.xmlsoft.org/downloads.
html.
7.3 Použitie programu
V tejto kapitole bude popísaný obvyklý postup použitia programov, ktoré boli vytvorené
v rámci tejto práce. Popis programov (súborov) bude uvedený v poradí, v akom by mali
byť za normálnych podmienok použité.
Obsahom prílohy A sú aj preložené zdrojové texty – binárne súbory process_pdml_and_-
psml a demo_app, ktoré boli preložené na cieľovom operačnom systéme Enterprise Linux
Server.
Súbor create_pdml_and_psml.sh
Začneme odchytávaním prevádzky. Skript je spúšťaný bez parametrov, v prípade akéhokoľ-
vek parametra skript vypíše nápovedu. Po spustení skript vypíše dostupné sieťové rozhrania.
Po zvolení rozhrania začne program TShark s odchytávaním prevádzky, ktorú následne




Pred vložením dát do databázy je potrebné vytvoriť potrebné objekty v databázovom
systéme. Jednou z možností je vložiť obsah skriptu do príkazového okna aplikácie SQL
Developer a vložený skript vykonať. Týmto úkonom bude databázový systém pripravený
na nasledujúce vkladanie dát.
Súbor Makefile
Pre automatické spracovanie a vloženie dát zo zachytenej sieťovej prevádzky stačí v ter-
minále spustiť príkaz
”
make run“. Pre manuálne spúšťanie programov stačí iba preložiť
zdrojové kódy aplikácií príkazom
”
make“. Pre zmenu argumentov predávaných programom
je potreba editovať súbor a zmeniť dané premenné uvedené na začiatku súboru.
Súbor process_pdml_and_psml
Program možno skompilovať priloženým makefile-om pomocou príkazu
”
make“. Pre prelo-
ženie je potrebné mať nainštalované knižnice OCILIB a LIBXML, správne nastavené cesty
k týmto knižniciam a cesty ku knižniciam klienta Oracle databázy.
Program ponúka rôzne prepínače, ktorými možno ovplyvniť chod programu. Význam pre-
pínačov je nasledovný:
• -h, --help: výpis nápovedy programu
• -d, --dir dir_name: program použije/vytvorí priečinok s uvedenou cestou dir_name
na uloženie výstupných súborov
• --psml filename: vstupný súbor formátu psml zadaný cestou/menom filename
• --pdml filename: vstupný súbor formátu pdml zadaný cestou/menom filename
• -a, --addr username:password@service_name: pri uvedení tohto prepínača prog-
ram spustí procedúru na spracovanie vložených dát v databáze zadanej názvom
service_name s použitím prihlasovacieho mena username a hesla password; parame-
ter musí byť uvedený samostatne
Synopsia programu je nasledovná:
process_pdml_and_psml [-h|--help] [-d|--dir dir_name] [-a|--addr
username:password@service_name] [--psml file_name --pdml file_name]
Zoznam dostupných databázových pripojení je uvedený v súbore tnsnames.ora v priečinku,
kde je nainštalovaný databázový klient Oracle. Súbor obsahuje textovú definíciu pripojení.
Pripojenia možno ľubovolne meniť. V programe potom možno použiť na pripojenie názov
pripojenia uvedený v súbore pod názvom – SERVICE NAME.
Po spustení program spracuje vstupné súbory. Ak sa vo výstupnom priečinku nachádzajú sú-
bory s rovnakými názvami, ako používa aplikácia – [ethernet|ipv4|ipv6|icmp|ipmpv6|tcp|
udp|http].xml, bude užívateľovi zobrazená otázka, či má byť súbor prepísaný. V prípade
zápornej odpovede program končí, inak sú súbory prepísané.
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Popri spracovávaní vstupných súborov je užívateľ upozornený pomocou chybových výpisov
o prípadných chybách v spracovaní. Na konci spracovania súborov je oznámené užívateľovi,
že žiadny ďalší paket vo vstupných súboroch nebol nájdený, a je vypísaný počet spracova-
ných paketov.
Program musí byť spustený 2-krát, prvý krát na spracovanie vstupných XML súborov
a vytvorenie výstupných XML súborov, druhý krát na spustenie procedúry na databázovom
systéme. Medzi týmito dvoma spusteniami musia byť výstupné XML súbory nahraté do da-
tabázového systému pomocou programu SQL*Loader.
Súbor xml_load.ctl
Kontrolný súbor definuje spôsob načítania a zdroj načítavaných dát programom SQL*Loader.
Program možno spustiť s predvolenými parametrami pomocou príkazu
”
make load“. Po-
sledný riadok určuje cestu k načítavaným súborom. Tieto údaje možno meniť podľa potreby.
Základný príkaz na spustenie programu je:
sqlldr userid=username:password@service_name control=control_file
Súbor demo_app
Program slúži na získavanie jednoduchých informácií o zachytenej sieťovej prevádzke z da-
tabázového systému.
Program ponúka dva prepínače, ktorými možno ovplyvniť chod programu. Význam prepí-
načov je nasledovný:
• -l, --list: výpis podporovaných príkazov spolu s ich popisom
• -a, --addr username:password@service_name: service_name určuje pripojenie k da-
tabáze, username je prihlasovacie meno do databázového systému a password je pri-
hlasovacie heslo
Synopsia programu je nasledovná:




V dnešnej dobe neodmysliteľne k väčším sieťam patrí monitorovanie ich stavu a ich analyzo-
vanie. Možností ako sieť spravovať je viacero, od špecializovaných jednoúčelových zariadení,
multifunkčných zariadení až po rôzne varianty softwarových riešení. Každá sieť je špecifická
a vyžaduje si osobitný prístup pri spravovaní.
Cieľom práce bolo vytvorenie jednoduchého a rýchleho programu, ktorý by bol schopný za-
chytenú prevádzku transformovať do XML súborov. Štruktúra XML súborov bude určená
pomocou XML schém a databázový systém bude tieto schémy používať na validáciu vstup-
ných dát. Posledným bodom práce malo byť vytvorenie demonštračnej aplikácie, ktorá dáta
z databázy využíva na vytvorenie jednoduchých štatistík.
Pri práci som sa zoznámil s novými technológiami ako je jazyk NetPDL, XML schémy,
programové rozhranie databázy Oracle – OCILIB a knižnicou LIBXML slúžiacou na tvorbu
a spracovanie XML súborov. Študovaním rôznych materiálov o problematike som si rozšíril
všeobecné vedomosti o počítačových sieťach, objavil nové možnosti databázových systémov
a zistil obrovské možnosti využitia jazyka XML.
Práca má svoje nedostatky. V budúcnosti by sa dalo veľa vecí vylepšiť. Zaujímavé by mohlo
byť riešenie, kedy by boli informácie o zachytenej prevádzke spracovávané v reálnom čase.
Rýchlosť spracovávania prevádzky by mohla byť zvýšená vynechaním programu TShark
pri spracovávaní prevádzky a bola by použitá základná knižnica, ktorú využíva aj spomí-
naný program. Mnohé sa dá zlepšovať hlavne na demonštračnej aplikácii, ktorá pracuje
s dátami uloženými v databáze.
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Priložený CD nosič obsahuje nasledovné položky:
• clean_db.sql
SQL skript na vymazanie vytvorených objektov
• create_pdml_and_psml.sh
shell skript na zachytávanie prevádzky
• demo_app.c
súbor obsahuje zdrojový kód demonštračnej aplikácie
• initialize_db.sql
SQL skript na vytvorenie potrebných databázových objektov
• Makefile
textový súbor, určený na správu projektu
• process_pdml_and_psml.c
súbor obsahuje zdrojový kód aplikácie na spracovanie XML súborov
• Reprezentace obsahu síťového provozu v XML.pdf
vytvorená písomná časť bakalárskej práce
• xml_load.ctl
kontrolný súbor aplikácie SQL*Loader
• bin
priečinok obsahuje binárne súbory aplikácií, ktoré boli preložené na cieľovom systéme
• Pisomna_praca
priečinok obsahuje súbory so zdrojovými kódmi (v jazyku LATEX) tejto písomnej práce
a súbor Makefile na vytvorenie tejto práce
• XML_schemy
priečinok obsahuje všetky vytvorené XML schémy
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