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1 INTRODUCCIÓN
SCADA proviene de las siglas de Supervisory Control And Data Acquisition (supervisión
control y adquisición de datos ). Es un sistema de control industrial embebido en un software
que se instala en una computadora para obtener datos de planta y controlar el proceso de forma
automática desde la pantalla del computador. Usado para monitorear y controlar remotamente
dispositivos de campo industrial, estos sistemas mejoran la eﬁciencia del proceso de supervision
proporcionando la información oportuna [1, 2].
Por la evolución electrónica y debido a los altos costos que demanda una instalación de un
sistema SCADA aparecen nuevas formas de construir un sistemas de control con tecnología
de distribución libre y de código abierto, aparecen los sistemas dirigidos por controladores
autónomos digitales y/o autómatas programables y están conectados a un ordenador que
realiza las funciones de diálogo con el operador, tratamiento de la información y control de la
producción, utilizando el SCADA [3, 4].
Se muestra en este trabajo una alternativa usando estándares de software y hardware libre.
El sistema se compone de un ordenador central(MTU) que se comunica mediante la red de
comunicación industrial Modbus con la terminal remota(RTU). Esta terminal se comunica con
Arduino, una plataforma electrónica abierta que recoge información del entorno y controla
luces,motores y otros actuadores [5, 6, 7].
1.1 DEFINICIÓN DEL PROBLEMA
Los sistemas SCADA (System Control And Data Adquisition) juegan un papel importante
en los procesos industriales de las empresas, ya que estos tienen funciones de monitoreo,
supervisión y control de procesos [8, 9]. Pero este mundo de la automatización industrial ha
estado tradicionalmente dominado por productos de hardware y software propietarios, es decir,
por tecnologías que son cerradas por las que hay que pagar costosas licencias de uso [10, 11] y
que además no permiten modiﬁcar su código fuente en caso de que sea necesario realizar una
adaptación al sistema [7]. Como resultado, los procesos pequeños y medianos no pueden ser
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implementados mediante un sistema SCADA debido al costo de las licencias de operación [8].
Esta es una condición no deseada, pues restringe y retarda el desarrollo industrial, por esto
en los últimos años en todo el mundo surge la necesidad de revertir esta situación mediante el
uso de tecnologías libres. Por esta razón, un enfoque tradicional es el de generar aplicaciones
de distribución libre con el objetivo de romper la barrera del software propietario [3].
1.2 JUSTIFICACIÓN
Con un sistema automático se busca principalmente aumentar la eﬁciencia del proceso incre-
mentando la velocidad, la calidad y la precisión y disminuyendo los riesgos que normalmente
se tendrían en la tarea si fuese realizada de forma manual [8, 12]. La globalización tecnológica
actualmente esta obligando a las empresas a unirse al cambio en sus tecnologías propietarias a
las libres, debido a que su utilización simpliﬁca el trabajo obteniendo resultado con un mejor
estándar de calidad y a un menor costo [7]. Con el avance de la tecnología, los procesos indus-
triales han sufrido grandes cambios y quienes están involucrados de una o de otra forma con el
tema, deben estar permanentemente informados acerca de los nuevos productos, métodos de
procesos, solución de fallas, y sistemas de control [1, 2], etc. Prácticamente, todas las indus-
trias alrededor del mundo poseen al menos un pequeño sistema automático, lo cual signiﬁca
que la automatización es un área que esta permanentemente en contacto con el hombre[13].
Ya que los sistemas automáticos son también muy importantes para la pequeña y mediana
industria (PYMES), es necesario acercar la tecnología existente a que en efecto pueda ser
utilizada por estas empresas de forma efectiva y respetando las normatividades vigentes. Los
sistemas SCADA son probablemente el componente mas costoso en el todo el sistema de
Automatización, por lo que desarrollar tecnologías de hardware y software libre tendría un
alto impacto en el costo total de la aplicación, y por tanto volviéndola económicamente viable
para estas empresas.
En este orden de ideas, se pretende desarrollar para las PYMES una aplicación de sistemas
HMI/SCADA, que cumpla con todas las características necesarias para procesos pequeños,
medianos o en aplicaciones con ﬁnes educativas [8].
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1.3 OBJETIVOS
1.3.1 Objetivo General
Determinar metodologías para el desarrollo de sistemas SCADA utilizando herramientas de
hardware y software libre.
1.3.2 Objetivos Especíﬁcos
 Adaptar una plataforma de sistema embebido como controlador lógico programable
(PLC) principal para un proceso automático.
 Integrar un software HMI para la representación y simulación de mímicos, diagramas de
sistemas eléctricos y de control.
 Establecer un canal de comunicación entre el maestro del proceso y un punto de control
esclavo en el sistema.
 Establecer su validez y compararlo con un sistema SCADA tradicional.
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2 ESTADO DEL ARTE
2.1 EVOLUCIÓN DE LOS SISTEMAS DE CONTROL
El objetivo principal de la automatización industrial consiste en gobernar la actividad y la
evolución de los procesos sin la intervención continua de un operador humano.
En los últimos años se han desarrollando los sistemas denominados SCADA, (Supervisory Con-
trol & Data Adquisition), el cuál permite supervisar y controlar, las distintas variables que se
encuentran en un proceso o planta determinada. Para ello se deben utilizar distintos periféri-
cos, software de aplicación, unidades remotas, y sistemas de comunicación, los cuales permiten
al operador mediante la visualización en una pantalla de computador, tener el completo acceso
al proceso [1, 14, 15].
Ahora, se puede supervisar el proceso y tener acceso al historial de las alarmas y variables
de control con mayor claridad, combinar bases de datos relacionadas y representar toda esta
información en un computador de forma gráﬁca, siendo así todo el sistema más amigable.
Las necesidades de ver en la distancia y controlar una máquina aparecen en los primeros
cuadros de control, donde una multitud de luces indicaba las diferentes situaciones previstas
de la máquina [11]. Debido a la evolución electrónica y la informática aparece en los 80
los PLCs que permitían realizar controles modulares que se adaptaban a las necesidades del
momento y venían provistos de sistemas de programación (ladder o escalera), lo que garantizó
un éxito en el medio industrial [1, 2]. En los años 90 aparece una versión de Visual Basic que
permite crear con gran facilidad, controles gráﬁcos e interfaces de usuario [9, 15].
En los últimos años, gracias a las modernas tecnologías de comunicaciones, se fueron modiﬁ-
cado las arquitecturas de las redes de automatización, llegando hasta las actuales arquitecturas
híbridas que combinan cables y redes inalámbricas.[9]. Estos sistemas permiten, en cualquier
momento, conocer el estado del proceso con solo contar con un computador y conexión a
Internet [11, 16].
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2.2 LOS AUTÓMATAS PROGRAMABLES
Un autómata es una máquina industrial susceptible de ser programada, al estar basada en
un sistema de microprocesador dotado de un hardware estándar independiente del proceso a
controlar. Se adapta a tal proceso mediante un programa de usuario especíﬁco, escrito en
algún lenguaje de programación y que contiene la secuencia de operaciones a realizar [17, 14].
El programa, realizado y depurado en una unidad de programación propia o ajena al autómata,
se incorpora a la memoria de programa del mismo, para su ejecución por la Unidad Central de
Proceso (CPU) del autómata [13]. La secuencia de operaciones del programa se realiza sobre
señales de entrada y salida del proceso, llevadas al bus interno del autómata a través de las
correspondientes interfaces de entrada y salida (E/S) [8].
El autómata gobierna las señales de salida según el programa de control previamente alma-
cenado en su memoria de programa, a partir del estado de las señales de entrada. Los tipos
de interfaces de E/S son muy variados, según las características de las señales procedentes del
proceso o las que se van a aplicar al mismo [13, 2, 1, 8].
2.3 PROTOCOLO DE COMUNICACIÓN MODBUS
Es un protocolo de comunicaciones situado en el nivel 7 del Modelo OSI, basado en la arqui-
tectura maestro/esclavo o cliente/servidor, diseñado en 1979 por Modicon para su gama de
controladores lógicos programables (PLCs)[18, 2, 19] . Debido a su simplicidad y especiﬁcación
abierta, es ampliamente utilizado por diferentes fabricantes y se ha convertido en uno de los
protocolos de comunicaciones más populares en sistemas de automatización y control. [7, 13].
Las razones por las cuales el uso de Modbus es superior a otros protocolos de comunicaciones
son:
1. Es público.
2. Su implementación es fácil y requiere poco desarrollo.
3. Maneja bloques de datos sin suponer restricciones.
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Modbus permite el control de una red de dispositivos, por ejemplo, un sistema de medida de
temperatura y humedad que permita comunicar los resultados a un ordenador [2, 4]. Modbus
es también usado para la conexión de un ordenador de supervisión con una unidad remota
(RTU) en sistemas de supervisión y adquisición de datos (SCADA) [20, 10, 5].
Existen versiones con pequeñas modiﬁcaciones o adaptadas para otros entornos ( como p.ej
Modbus ASCII, Modbus RTU o Modbus/TCP ). En modo Modbus ASCII los bytes se envían
codiﬁcados en ASCII, es decir, que por cada byte a transmitir se envían dos caracteres ASCII
( 2 bytes ) con su representación hexadecimal ( esto permite leer las tramas con un simple
editor de texto ).
El Modbus RTU es una representación binaria compacta de los datos [6], es una serie (RS-232
o RS-485) de protocolo abierto, derivado de la arquitectura maestro / esclavo [2, 21] y aceptado
por su facilidad de uso y ﬁabilidad. Modbus RTU es ampliamente utilizado en los sistemas de
gestión de ediﬁcios (BMS) y Sistemas de Automatización Industrial (NIC) [13, 4]. Debido a su
simplicidad, la estructura de registro Modbus RTU de 16 bits se puede utilizar para empacar
en punto ﬂotante, tablas, texto ASCII, y otros datos no relacionados [18, 10, 20].
El Modbus/TCP es una versión muy semejante al formato RTU, pero estableciendo la trans-
misión mediante paquetes TCP/IP ( puerto serie y ethernet) [4].
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3 MARCO TEÓRICO
3.1 SISTEMA SCADA
Un sistema SCADA incluye señales de entrada y salida, un hardware, controladores, una in-
terfaz gráﬁca de control, y una red de comunicación [14, 22]. El término SCADA usualmente
se reﬁere al sistema central que monitorea y controla un sitio completo, el cual se controla
automáticamente por una Unidad-Terminal Remota (RTU) o por un Controlador Lógico Pro-
gramable (PLC) [15, 10].
El control cíclico de retroalimentación es cerrado a través del sistema que monitorea y controla
el desempeño en conjunto y su retorno. La adquisición de datos inicia al nivel del RTU o del
PLC e incluye sensores, lectores de medidores y un equipo de estado que están comunicados
con el SCADA según su requerimiento [17, 2].
La información de planta es recopilada de tal manera que un operador en el centro de control
puede supervisar apropiadamente el proceso, tomando decisiones que pueden ser requeridas
para ajustar o normalizar el control del proceso [13, 21].
3.2 FUNCIONES PRINCIPALES DE UN SISTEMA SCADA
Supervisión remota de instalaciones y equipos: Permite al operador conocer el estado
de desempeño de las instalaciones y los equipos alojados en la planta, lo que permite dirigir
las tareas de mantenimiento y estadística de fallas [7, 1].
Control remoto de instalaciones y equipos: Mediante el sistema se pueden activar
o desactivar los equipos remotamente de manera automática y también manual. Además es
posible ajustar parámetros, valores de referencia, algoritmos de control, etc [3].
Procesamiento de datos: El conjunto de datos adquiridos conforman la información
que alimenta el sistema, esta información es procesada, analizada, y comparada con datos
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anteriores, y con datos de otros puntos de referencia, dando como resultado una información
conﬁable y veraz [14, 5].
Visualización gráﬁca dinámica: El sistema es capaz de brindar imágenes en movimiento
que representen el comportamiento del proceso, dándole al operador la impresión de estar
presente dentro de una planta real. Estos gráﬁcos también pueden corresponder a curvas de
las señales analizadas en el tiempo [17].
Generación de reportes: El sistema permite generar informes con datos estadísticos del
proceso en un tiempo determinado por el operador [13, 2].
Representación de señales de alarma: A través de las señales de alarma se logra alertar
al operador frente a una falla o la presencia de una condición perjudicial o fuera de lo aceptable.
Estas señales pueden ser tanto visuales como sonoras [10, 2].
Almacenamiento de información histórica: Se cuenta con la opción de almacenar los
datos adquiridos, esta información puede analizarse posteriormente, el tiempo de almace-
namiento dependerá del operador o del autor del programa [7].
Programación de eventos: Esta referido a la posibilidad de programar subprogramas
que brinden automáticamente reportes, estadísticas, gráﬁca de curvas, activación de tareas
automáticas, etc [15, 2, 5].
3.3 COMPONENTES DE HARDWARE DEL SCADA
Un sistema SCADA, como aplicación de software industrial especíﬁca, necesita ciertos com-
ponentes de hardware en su sistema, para poder tratar y gestionar la información captada.
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3.3.1 UNIDAD CENTRAL MAESTRA (MTU)
Conocida como Unidad Maestra, ejecuta las acciones de mando (programadas) con base en
los valores actuales de las variables medidas. También, se encarga del almacenamiento y
procesamiento ordenado de los datos, de forma que otra aplicación o dispositivo pueda tener
acceso a ellos [1, 7].
Las funciones principales de la MTU son:
 Interroga en forma periódica a las RTU's, y les transmite consignas; siguiendo usualmente
un esquema maestro-esclavo [14].
 Actúa como interfaz al operador, incluyendo la presentación de información de variables
en tiempo real, la administración de alarmas, y la recolección y presentación de información
histórica [13].
 Puede ejecutar software especializado que cumple funciones especíﬁcas, asociadas al proceso
supervisado por el SCADA [15, 10].
3.3.2 UNIDAD TERMINAL REMOTA (RTU).
La RTU se conecta al equipo físicamente y lee los datos de los estados abierto/cerrado de una
válvula o un interruptor, lee las medidas de presión, ﬂujo o cualquier variable tomada por los
sensores y además puede enviar señales que controlan al equipo, abrir y cerrar las válvulas o
conﬁgurar parámetros de los dispositivos [7, 2, 14].
Las RTU's gestionan y controlan las subestaciones del sistema, reciben las señales de los
sensores de campo, y comandan los elementos ﬁnales de control, ejecutando el software de la
aplicación SCADA [13, 15].
3.3.3 SISTEMA DE COMUNICACIONES
Se encarga de la transferencia de información desde el punto donde se realizan las operaciones,
hasta el punto donde se supervisa y controla el proceso [2]. Lo conforman los transmisores,
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receptores y medios de comunicación y se encarga de gestionar la información que los instru-
mentos de campo envían a la red de ordenadores desde el sistema [13, 4].
El tipo de BUS utilizado en las comunicaciones puede ser muy variado según las necesidades
del sistema y del software escogido para implementar el sistema SCADA, ya que no todos los
softwares (así como los instrumentos de campo como PLCs) pueden trabajar con todos los
tipos de BUS [12, 21].
Hoy en día, gracias a la estandarización de las comunicaciones con los dispositivos de campo,
se puede implementar un sistema SCADA sobre prácticamente cualquier tipo de BUS [7].
Se puede encontrar SCADAs sobre formatos estándares como los RS-232, RS-422 y RS-485
a partir de los cuales, y mediante un protocolo TCP/IP [13], podemos conectar el sistema
sobre un bus en conﬁguración DMS ya existente; pasando por todo tipo de buses de campo
industriales, hasta formas más modernas de comunicación como Bluetooth (Bus de Radio),
Micro-Ondas, Satélite, Cable [9, 18, 20, 6].
3.3.4 TRANSDUCTORES
Son los elementos que permiten la conversión de una señal física en una señal eléctrica (y
viceversa). Su calibración es muy importante para que no haya problema con la confusión de
valores de los datos [13, 1, 2].
Los transductores, son todos aquellos que permiten tanto realizar la automatización o control
del sistema (PLCs, controladores de procesos industriales, y actuadores en general) como los
que se encargan de la captación de información del sistema (sensores y alarmas) [1, 2].
3.4 El PLC
Es un dispositivo de estado sólido, diseñado para controlar procesos secuenciales (una etapa
después de la otra) que se ejecutan en un ambiente industrial, es decir, que van asociados a la
maquinaria que desarrolla procesos de producción y controlan su trabajo [14, 13].
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El PLC es un sistema, porque contiene todo lo necesario para operar, y es industrial, por tener
todos los registros necesarios para operar en los ambientes hostiles que se encuentran en la
industria [8, 14, 2].
3.4.1 FUNCIONES DEL PLC
 Recoger datos de las fuentes de entrada a través de las fuentes digitales y analógicas [13].
 Tomar decisiones con base en criterios pre programados.
 Almacenar datos en la memoria.
 Generar ciclos de tiempo.
 Realizar cálculos matemáticos.
 Actuar sobre los dispositivos externos mediante las salidas analógicas y digitales [13].
 Comunicarse con otros sistemas externos [15].
Los PLC's se distinguen de otros controladores automáticos en que pueden ser programados
para controlar cualquier tipo de máquina, a diferencia de otros (p.ej. un programador o control
de la llama de una caldera) que solamente, pueden controlar un tipo especíﬁco de aparato [3].
Además de poder ser programados, son automáticos, es decir, son aparatos que comparan las
señales emitidas por la máquina controlada y toman decisiones con base en las instrucciones
programadas, para mantener estable la operación de dicha máquina [23, 1].
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4 METODOLOGÍA
4.1 HERRAMIENTAS DE SOFTWARE LIBRE
Se analizan herramientas HMI de software libre que puedan ser adaptados a una estructura
SCADA y en aplicaciones de control y automatización tanto a nivel de laboratorio, como a
pequeña y mediana escala industrial.
Posteriormente se determina el software más compatible para comunicarse con los dispositivos
de campo como arduino, PLCs, RTU etc..
4.1.1 ACIMUT MONITORIZA
Monitoriza es un sistema de monitorización y control (SCADA Supervisory Control & Data
Adquisition) que cubre los requerimientos de cualquier proyecto, tanto básicos como avanzados.
Monitoriza nos permite crear soluciones para la captura de información en procesos industriales
o de cualquier otro ámbito. Con esa información se retroalimenta el proceso y se emplea como
ayuda en la toma de decisiones [24, 25].
Consta de tres partes:
1. Un editor de proyectos en el que se deﬁnen todos los elementos a tratar.
2. Un servidor que ejecutara el proyecto y se ocupara de las comunicaciones con los procesos
(adquisición de datos, establecimiento de parámetros del proceso, etc.)
3. Un cliente que mostrará, de forma visual, la información de los procesos que se estén
supervisando.
Monitoriza es un sistema ﬂexible en cuanto a su conﬁguración, ya que puede ejecutarse por
varios usuarios simultáneamente. Puede funcionar sobre una infraestructura monopuesto o
multipuesto, tanto en una red local como a través de puestos remotos conectados a través de
Internet [26, 24].
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Entre las características principales de Monitoriza se pueden destacar:
 Instalación sencilla e inmediata del producto.
 Fácil conﬁguración, incluso cuando se trata de una instalación con puestos remotos
(WAN) ya que las comunicaciones entre los equipos cliente y el servidor se basan en los
estándares de Internet (protocolo HTTP).
 Incluye comunicaciones nativas ModBUS, Ethernet S7 para S7-300 y conectividad OPC.
 No precisa programación para la creación de proyectos completamente funcionales, basta
pinchar y arrastrar los objetos SCADA sobre la superﬁcie de los formularios y establecer
las propiedades correspondientes para obtener una solución operativa.
 Si se requiere una funcionalidad avanzada que no esté contemplada en los objetos SCADA
deﬁnidos en Monitoriza, no hay problema ya que Monitoriza es extensible mediante
programación en C# o VB.Net. También es posible la utilización de librerías de terceros
desarrolladas para el .NET Framework de Windows.
 La creación de la interfaz gráﬁca de usuarios está basada en la tecnología de Windows
Forms Designer de Microsoftc, lo que facilita enormemente el diseño.
 A nivel de proyecto podemos deﬁnir los usuarios y los permisos asignados a cada uno
ellos. Por ejemplo si solo se tiene permiso de lectura en un determinado formulario o si
se tiene acceso total a este.
 Deﬁnición inmediata de alarmas.
 Control efectivo de operaciones.
 Incremento instantáneo de información.
 Fácil seguimiento de variables.
 Datos en formatos accesibles. Monitoriza permite almacenar las variables que se mon-
itorizan en bases de datos estándar del mercado (Microsoftc SQL Server., Microsoftc
Access., OracleR, etc.)
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 Inversión mínima amortizable inmediatamente.
 Deﬁnición de recetas mediante plantillas, control de usuario para utilización de recetas.
 Funciones Batch para la carga de recetas por evento.
 El servidor de Monitoriza ofrece las variables deﬁnidas mediante servicios OPC, así
aplicaciones externas pueden conectarse a Monitoriza y acceder a las variables para
su uso. (Este servicio solo está disponible en la versión Profesional y superiores de
Monitoriza) [26].
4.1.2 ADVANCED HMI
AdvancedHMI es una aplicación que se puede utilizar para crear paneles de operador que
muestran información que reside en un PLC. El software se basa en el marco .NET y utiliza
los populares Visual Studio como de diseño. Esto le da acceso completo a su software de desar-
rollo subyacente, por lo tanto le permite alcanzar cualquier cosa con Windows. El conductor
ModBusRTU abre la posibilidad de comunicación con muchos PLC's y otros dispositivos,
incluyendo la linea AutomationDirect muy solicitada por PLC [27].
4.1.3 MYOPENLAB
Es un entorno orientado a la simulación y modelado de sistemas físicos, electrónicos y de control
con un amplio campo de aplicaciones. La aplicación está desarrollada en el lenguaje JAVA y
por ello resulta portable a distintas plataformas. Es un software libre escrito en Java (R), que
ha sido desarrollado para la manipulación y administración rápida de librerías de componentes,
los cuales pueden ser fácilmente conectados para realizar simulaciones y modelar experimentos
orientados al aprendizaje [28, 29].
MyOpenLab permite adaptar los componentes a diversos campos del conocimiento, a la vez
que crear nuevos componentes. Su interface de trabajo esta orientada a la interconexión y
parametrización de los componentes para el diseño de una aplicación.
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APLICACIONES MYOPENLAB Sistemas analógicos y digitales, programación me-
diante diagramas de ﬂujo, redes neuronales, procesamiento de imágenes, robótica (simulación,
control y programación), experimentos de física, medidas, actuación y regulación. Dado su
constante desarrollo y carácter abierto se va ampliando permanentemente su uso en distintos
campos de la simulación [29, 30].
4.1.4 SNAP4ARDUINO
Snap4Arduino es una modiﬁcación del lenguaje de programación visual SNAP que le permite
interactuar sin problemas con casi todas las versiones de la placa electrónica de Arduino.
Proporciona una programación sencilla para controlar sensores y actuadores conectados a
Arduino. Ha sido desarrollada para atraer a la gente al mundo de la programación. Su
objetivo es también proporcionar una interfaz de alto nivel para programadores de Arduino
con funcionalidades como la interacción de varias placas a través de eventos de usuario [31].
Características de Snap4Arduino [31].
 Soporta casi todos los tableros Arduino (incluyendo Mega y Nano).
 Snap4A puede interactuar con el mayor número de placas como puertos USB haya
disponibles al mismo tiempo.
 Los objetos de la librería Arduino ofrecen bloques para funcionalidades básicas del micro-
controlador, escrituras y lecturas tanto analógicas como digitales, además de alguna de
más nivel. Puedes encontrar bloques para controlar servomotores de rotación continua
Parallax.
 Se pueden crear objetos Arduino a través de 3 maneras distintas en el entorno de Scratch.
Puedes elegir entre crear una nueva conexión o usar una ya existente. Esta característica
permite a los objetos virtuales Arduino funcionar de forma colaborativa usando la misma
conexión (el objeto físico). El objeto Arduino encontrará él mismo el puerto USB donde
la placa esté conectada.
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 Snap4A interactúa con Arduino enviando el estado de los actuadores. Este intercambio
de información se efectúa usando el protocolo estándar Firmata ﬁrmware.
 También se puede controlar una placa de manera inalámbrica si se añade un módulo RF
como por ejemplo XBee [6].
4.2 HERRAMIENTAS DE HARDWARE LIBRE
Analizar sistemas embebidos o PLCs de de código abierto y distribución libre que puedan ser
adaptados a una estructura SCADA y se determina el hardware controlador de campo teniendo
en cuenta algunas características como número de E/S, capacidad de memoria, potencia de
cálculo y posibilidad de conexiones de periféricos módulos especiales y comunicaciones.
4.2.1 MICROCONTROLADOR
Un microcontrolador es un circuito integrado que ofrece las posibilidades de un computador
pequeño. En su interior se encuentra un procesador, una memoria, y varios periféricos [13]. El
secreto de los microcontroladores se encuentra en su tamaño, su precio y su diversidad [8, 19].
4.2.2 PLATAFORMA BEAGLEBOARD
Plataforma diseñada especialmente para la comunidad open source. Está equipada con una
serie de dispositivos que permiten experimentar el poder de Texas Instruments. Esta, utiliza
interfaces estándar y es altamente expandible para añadirle otras características e interfaces.
BeagleBoard.org es el resultado de un esfuerzo de un grupo de individuos apasionados, entre
ellos varios empleados de Texas Instruments, interesados en la creación de dispositivos de
gran alcance, abiertos y embebidos. Es una corporación sin ﬁnes de lucro existente para
proporcionar educación y promoción del diseño y el uso de software de código abierto y el
hardware de informática embebida [32].
Algunas características:
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La placa se constituye de un procesador ARM Cortex V8 (8 núcleos) con capacidad de correr
a unos 600 MHz, su sistema operativo está basado en Linux . Entre su perﬁl técnico se
encuentra una consolidada cantidad de funcionalidades basadas en Debian (sistema operativo
GNU basado en software libre pre compilado y empaquetado) lo que de alguna manera le
conﬁere la libertad de seguir desarrollando su potencial [32].
DETALLES DE HARDWARE Procesador: 1 GHz ARM ® AM335x Cortex-A8
 512 MB de memoria RAM DDR3
 4GB de 8 bits eMMC a bordo de almacenamiento ﬂash
 Acelerador de gráﬁcos 3D
 NEON de punto ﬂotante acelerador
 2x PRU microcontroladores de 32 bits
Conectividad:
Las cabeceras de expansión proporcionan extensa capacidad de E / S. Cada pin de E / S digital
tiene 8 modos diferentes que se pueden seleccionar, incluyendo GPIO, en este modo de GPIO,
cada E / S digital puede producir interrupciones. Hasta 8 E / S pueden ser conﬁgurados con
moduladores de ancho de pulso (PWM) para producir señales de control de motores o crear
niveles de tensión analógicas, sin ocupar ciclos de CPU adicionales [32].
 Cliente USB para la energía y las comunicaciones
 Host USB
 Ethernet
 HDMI
 2x 46 cabezales de pin
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Compatibilidad de softwares:
 Debian
 Androide
 Ubuntu
 Cloud9 IDE en Node.js w / biblioteca BoneScript
4.2.3 PLATAFORMA ARDUINO
Arduino es una plataforma de hardware libre que está compuesta de un microcontrolador
Atmel AVR y puertos de entrada y salida. El microcontrolador se programa mediante el
software Arduino, que consiste en un entorno de desarrollo integrado (IDE) que implementa el
lenguaje de programación Processing/Wiring [33, 23]. Arduino puede tomar información del
entorno a través de sus entradas analógicas y digitales, puede controlar luces, motores y otros
actuadores físicos[25, 34].
Los proyectos hechos con Arduino pueden ejecutarse sin necesidad de conectarse a un orde-
nador, si bien tienen la posibilidad de hacerlo y comunicar con diferentes tipos de software
(p.ej. Flash, Processing,MaxMSP) [33]. El software puede ser descargado de forma gratuita,
y las placas pueden ser hechas a mano o compradas de fábrica. Por otro lado, al ser open-
hardware, tanto su diseño como su distribución es libre, es decir, se puede utilizar libremente
para el desarrollo de cualquier tipo de proyecto sin haber adquirido ninguna licencia [33].
LENGUAJE DE PROGRAMACIÓN ARDUINO La plataforma Arduino se pro-
grama mediante el uso de un lenguaje propio, basado en el popular lenguaje de programación
de alto nivel Processing. Sin embargo, es posible utilizar otros lenguajes de programación y
aplicaciones populares en Arduino [33]. Algunos ejemplos son:
 Java
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 Matlab
 C
 Processing
 C++ (mediante libSerial o en Windows)
 Pure Data
 Python
 Linux TTY (terminales de Linux)
Esto es posible debido a que Arduino se comunica mediante la transmisión de datos en formato
serie, que es algo que la mayoría de los lenguajes anteriormente citados soportan [33]. Es
bastante interesante tener la posibilidad de interactuar Arduino mediante esta gran variedad
de sistemas y lenguajes puesto que independiente de cuales sean las necesidades del problema
que se quieran resolver, será posible por la gran compatibilidad de comunicación que ofrece
[34, 25].
4.2.4 ARDUINO MEGA
Es una placa con un microcontrolador basada en ATmega1280 (ver Figura 1.). Tiene 54
entradas/salidas digitales (de las cuales 15 proporcionan salida PWM), 16 entradas analógicas,
4 UARTS (puertos serie por hardware), un cristal oscilador de 16MHz, conexión USB, entrada
de corriente, conector ICSP y botón de reset [23]. Contiene todo lo necesario para hacer
funcionar el microcontrolador; simplemente conectándolo al ordenador con el cable USB o
alimentándolo con un trasformador o batería para empezar [25, 17].
CARACTERISTICAS ARDUINO MEGA
 Precio por unidad (Pieza): $120.000
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 Microcontrolador ATmega1280
 Voltaje de funcionamiento 5V
 Voltaje de entrada (recomendado) 7-12V
 Voltaje de entrada (límite) 6-20V
 Pines E/S digitales 54 (14 proporcionan salida PWM)
 Pines de entrada analógica 16
 Intensidad por pin 40 mA
 Intensidad en pin 3.3V 50 mA
 Memoria Flash 128 KB de las cuales 4 KB las usa el gestor de arranque(bootloader)
 SRAM 8 KB EEPROM 4 KB
 Velocidad de reloj 16 MHz
El Arduino Mega puede ser alimentado vía conexión USB o con una fuente de alimentación
externa. El origen de la alimentación se selecciona automáticamente [23]. Las fuentes de
alimentación externas (no-USB) pueden ser tanto un transformador o una batería, el trans-
formador se puede conectar usando un conector macho de 2.1mm con centro positivo en el
conector hembra de la placa y los cables de la batería puede conectarse a los pines Gnd y Vin
en los conectores de alimentación (POWER) [25, 17].
Los pines de alimentación son los siguientes:
 VIN. Es la entrada de voltaje a la placa Arduino cuando se está usando una fuente
externa de alimentación (en opuesto a los 5 voltios de la conexión USB). Se puede
proporcionar voltaje a través de este pin, o, si se esta alimentado a través de la conexión
de 2.1mm , acceder a ella a través de este pin [23].
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 5V. Es la fuente de voltaje estabilizado usado para alimentar el microcontrolador y otros
componentes de la placa. Esta puede provenir de VIN a través de un regulador integrado
en la placa, o proporcionada directamente por el USB u otra fuente estabilizada de 5V.
 3V3. Una fuente de voltaje a 3.3 voltios generada en el chip FTDI integrado en la placa.
La corriente máxima soportada 50mA [25].
 GND. Pines de toma de tierra [33].
Figura 1. Arduino MEGA
4.2.5 OPEN SOURCE PLC
Es un PLC de código abierto que puede ser programado usando herramientas de programación
y lenguaje de código abierto C. Este PLC es un controlador de propósito general con una amplia
variedad de aplicaciones. Es útil para el ingeniero, técnico, estudiante y aﬁcionado. Todos los
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archivos de origen para el pequeño ladrillo los proporciona el fabricante, incluyendo diagramas
esquemáticos [35].
4.2.6 OPEN MOLO
Es un PLC basado en software y hardware libre. Intenta ayudar al desarrollo rápido de
aplicaciones de control industrial, domótica, automatización de procesos industriales, reg-
istro de datos, alarmas, etc., mediante micro controladores que se programan con muy bajos
conocimientos de electrónica o programación [36]. Open Molo fue creado con la intención de
darle a las pequeñas y medianas industrias una herramienta tecnológica de automatización y
control de bajo costo, rápido desarrollo, independencia tecnológica, y calidad [36].
El hardware y los procesadores son todos los compatibles con la plataforma de prototipo
Arduino que utilizan micro controladores de la familia AVR de Atmel, sus periféricos pueden ser
elementos de hardware genéricos como módulo de entrada o salidas, comunicaciones, interfaces
de usuario, etc. Normalmente se necesita que el control realizado con Open Molo se comunique
con el usuario, desde un simple led o pulsador, hasta complejas pantallas de LCD con múltiples
variables graﬁcadas al mismo tiempo y con tecnologías touch [36].
4.2.7 OPENPLC
Se trata de un controlador industrial estándar, con un hardware robusto y un sistema operativo
de tiempo real, es una alternativa open hardware para la automatización industrial y el hogar.
Utiliza los chips ATmega, conocidos como procesadores principales, los mismos utilizados en
Arduino [37]. Esto signiﬁca que OpenPLC es compatible en código con todos los bocetos de
Arduino. Se puede programar mediante el lenguaje gráﬁco Ladder, por lo que es compatible
con los programas escritos para otros PLCs [38].
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4.2.8 PLC CLIC DE KOYO
PLC de bajo costo con software de descarga gratuita. El software de programación está
diseñado para ser una aplicación fácil de usar y está basado en el C-more y el entorno de
programación C-more Micro. Tiene la capacidad de ampliar sus I / O con un ladrillo micro PLC
hasta un máximo de 8 módulos de E / S discretos para un máximo total de 142 E / S. Las E /
S, incluyen 11 módulos para elegir, opciones de entrada y salida de 24 V CC de abastecimiento,
módulos de entrada y salida de 120VAC, y módulos de relé para las aplicaciones que requieren
un poco más de potencia.[39]
4.2.9 PC104
Sistemas basados en microprocesadores, arquitectura de Intel en modo real, programación
modular y estructurada, organización del bus local y del bus PC104 y de un sistema distribuido
basado en un red LAN 802.3. PC104 es un estándar de ordenador embebido que deﬁne
el formato de la placa base (form factor) y el bus del sistema. A diferencia de la clásica
arquitectura ATX y bus PCI que son usados en la mayoría de los ordenadores personales, el
PC/104 está diseñado para aplicaciones especíﬁcas, como la adquisición de datos o sistemas
de control industrial [40].
La arquitectura de la placa base no es la típica de circuitos integrados (backplane) en el que
van insertados los componentes; en lugar de eso, los componentes se encuentran en módulos
que son apilados unos encima de otros. El tamaño estándar es de 90.17 mm Ö 95.89 mm. La
altura depende del número de módulos conectados. Una instalación típica incluye una placa
base, conversores analógico-digital y módulos I/O digitales [40].
4.2.10 RASPBERRY PI
Dispositivo de bajo costo que permiten a las personas de todas las edades explorar la com-
putación para aprender a programar en lenguajes como Scratch y Python. Es capaz de hacer
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todo lo que se espera de un ordenador de escritorio, desde navegar por Internet, reproducir
vídeos en alta deﬁnición, crear hojas de cálculo y procesar textos [41].
Raspberry Pi tiene la capacidad de interactuar con el mundo exterior, y ha sido usada en
una amplia gama de proyectos de fabricante digitales. Se desarrollo en el Reino Unido por la
Fundación Raspberry Pi, con el objetivo principal de estimular la enseñanza de ciencias de la
computación a niños y adultos.
La placa, que antes era más pequeña que una tarjeta de crédito tiene varios puertos y entradas,
dos USD, uno de Ethernet y salida HDMI. Estos puertos permiten conectar el miniordenador a
otros dispositivos, teclados, ratones y pantallas.También posee un System on Chip que contiene
un procesador ARM que corre a 700 Mhz, un procesador gráﬁco VideoCore IV y hasta 512
MG de memoria RAM. Es posible instalar sistema operativos libres a través de una tarjeta
SD [41].
4.2.11 SHEEVAPLUG
El SheevaPlug es el primer ordenador de enchufe integrado en una caja del tamaño de un
adaptador de corriente con un consumo inferior a 5 vatios, se convierte en una buena opción
para entornos donde sean necesarios los servicios de un servidor y sea importante el ahorro
energético. Los periféricos y el almacenamiento externo pueden incorporarse conectándolos al
puerto USB 2.0 y la conexión a la red doméstica es por medio de un cable Gigabit Ethernet.
Sus características principales son [42]:
 512 MB de RAM y 512 MB de espacio de almacenamiento interno.
 Puerto Ethernet GigaBit
 Puerto USB 2.0
 CPU ARM a 1.2 GHz
 Lector de tarjetas SD
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4.3 IDENTIFICACIÓN Y SELECCIÓN DE LOS COMPONENTES DE
HARDWARE Y SOFTWARE
Se desea mostrar los elementos necesarios para un SCADA en tiempo real, que permita us-
arse en aplicaciones de control y automatización tanto a nivel de laboratorio, como a escala
industrial pequeña y mediana.
Una vez realizado el estudio del problema, y veriﬁcado los requerimientos del sistema se se-
leccionaron las herramientas de código abierto y distribución libre, con el ﬁn de obtener un
SCADA controlable que reciba y entregue datos desde el computador y los muestre en una
interfaz gráﬁca. Una vez comparados diversos recursos se proponen las siguientes herramientas:
A. Como sistema operativo es aconsejable usar Linux, pero en este caso se usó Windows 7.
B. Para el diseño de la interfaz del proceso HMI se seleccionaron los siguientes programas que
pueden cumplir con la función de monitorizacion y control del SCADA propuesto.
1. Acimut Monitoriza for Arduino.
2. Advanced HMI.
3. MyOpenLab.
4. Snap4Arduino.
C. Para la comunicación entre el proceso y el sistema se emplean 3 protocolos que permiten
la comunicación serial por medio del puerto USB [30, 25, 28].
1. Protocolo de comunicación Motbus RTU.
2. Protocolo de comunicación Standard Firmata.
3. Firmware Arduino IO Interface 1.1.
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D. En cuanto a los PLCs se encuentran varias alternativas y se vio que varios PLCs como el
Open Molo y el Open PLC usan los mismos chips ATmega de Arduino y el hardware
y los procesadores son compatibles con la plataforma Arduino, por esto se seleccionó el
Arduino Mega como controlador de campo [37, 25, 36, 38].
4.4 DISEÑO DE LA ESTRUCTURA SCADA
Los equipos para el sistema de control y adquisición de datos se componen básicamente por
los elementos descritos o mostrados en la Figura 2.
 Un ordenador como unidad central maestra (MTU) [1, 8, 13, 12].
 Protocolo de comunicación o medio de transmisión y recepción de datos [25, 30].
 Sistema embebido como unidad remota (RTU) [6, 25].
 Transductores y dispositivos de campo (sensores, actuadores) [2, 23, 9].
Figura 2. Esquema de conexión de los elementos
4.5 INTEGRACIÓN DE HERRAMIENTAS SELECCIONADAS
En esta sección se muestran 4 estructuras SCADA que se pueden diseñar con las herramientas
seleccionadas. Para las estructuras se usó el microcontrolador Arduino Mega y el Arduino
UNO que hará las funciones de PLC.
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Estructura1: Este sistema será integrado por las siguientes herramientas:
 Una unidad central maestra (MTU) con su interfaz HMI que se diseña con en el software
Acimut Monitoriza for Arduino [26, 24].
 El sketchbook con el protocolo de comunicación Motbus RTU que comunicara la central
maestra MTU con la terminal remota RTU [26, 24, 18, 20].
 Plataforma Arduino Mega como unidad remota (RTU) que proveerá toda la informa-
ción de los sensores ubicados en planta [33, 25, 34].
 Finalmente los transductores y dispositivos de campo (sensores, actuadores) que enviarán
toda clase de información a la terminal remota RTU [1, 2].
Estructura2: Este sistema es similar al anterior, pues utiliza el mismo protocolo de comuni-
cación, la única diferencia es su HMI que se desarrolla con el software Advanced HMI.
 Una unidad central maestra (MTU) con la interfaz HMI diseñada con el software Ad-
vanced HMI [43, 27].
 El sketchbook con el protocolo de comunicación Motbus RTU que comunica la central
maestra MTU con la terminal remota RTU [18, 20, 23].
 Plataforma Aduino Mega como unidad remota (RTU) que provee toda la información
de los sensores ubicados en planta [25, 34, 33].
 Finalmente, los transductores y dispositivos de campo (sensores, actuadores) que envian
toda clase de información a la terminal remota RTU [1, 2].
Estructura3: El siguiente SCADA será integrado por:
 Software Snap4Arduino un ambiente de programación gráﬁca orientado a la educación.
Con este programa se diseña la interfaz gráﬁca instalada en la central maestra MTU [31].
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 Para la comunicación se hace por medio del protocolo Standard Firmata que se carga
en el entorno de programación IDE de Arduino [20, 25, 31].
 Plataforma Arduino mega como controlador [25, 33].
 Por último, la red de sensores ubicados en planta [3, 2, 1].
Estructura4: El siguiente SCADA tiene características especiales debido al software My-
OpenLab, el cual cuenta con una gran variedad de librerías de control que permiten
automatizar pequeños procesos donde no se requieran muchas variables. La estructura
es la siguiente:
 Se instala MyOpenLab en el ordenador central MTU como interfaz gráﬁca del proceso
[29, 30, 28].
 Para la comunicación de la planta a la central monitora se cargara el ﬁrmware Arduino
IO Interface 1.1, que controla todos los pines del Arduino [30, 28, 25].
 Plataforma Arduino Uno como RTU, esta estructura es limitada al número de variables
a monitorear y controlar, puesto que por el momento solo funciona con el Arduino Uno
y solo permite un controlador a comparación de las anteriores SCADAs, en las que se
pueden controlar tantas placas como puertos USB haya disponibles [25, 33, 30].
 Finalmente, los transductores y dispositivos de campo red de sensores y actuadores
[1, 14, 2].
4.6 DISEÑO ESTRUCTURA SCADA CONACIMUTMONITORIZA CON-
TROL DE NIVEL DE LÍQUIDO.
Con el ﬁn de veriﬁcar el funcionamiento de las estructuras SCADA se implementa un sistema
de control de nivel de líquido de 2 tanques, interconectados por medio de válvulas (ver Figura
9.). Los 2 tanques son controlados por un Arduino Mega y se simularán los cambios de nivel
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de líquido usando 2 potenciómetros y para veriﬁcar la activación de las válvulas se utilizan 3
salidas digitales que encienden 3 leds (ver Figura 10).
Para esta estructura se implementará la interfaz usando el programa Acimut Monitoriza que
se comunica con Arduino mediante el protocolo de comunicación ModBus RTU [26, 25, 24].
Primero se programa por medio del IDE de Arduino el algoritmo de control.
La estructura de programación se organiza con al menos 2 funciones que encierran bloques de
declaraciones.
void setup()
{
Declaraciones;
}
void loop()
{
codigo;
}
setup()
Para crear el código se declaran 5 registros que corresponden a las 5 variables del proceso y se
enumeran así: 2 variables analógicas que censan los niveles de líquido y 3 variables digitales
que son las señales de apertura y cierre enviadas a las 3 válvulas.
/* slave registers */
enum {
MB_REG0, /* sensor de nivel tanque1 */
MB_REG1, /* sensor de nivel tanque2 */
MB_REG11, /* Variable digital Válvula1 */
MB_REG12, /* Variable digital Válvula2 */
MB_REG13, /* Variable digital Válvula3 */
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MB_REGS, /* total number of registers on slave */ };
int regs[MB_REGS];
El void setut() debe contener la declaración de las variables, esta es la primera función que
se ejecuta en el programa y es usada para asignar y conﬁgurar los pines pinMode (modo de
trabajo de las E/S), también se usa para inicializar las comunicaciones en serie [33, 24].
void setup()
{ /* configure modbus communication
* 19200 bps, 8N1, two-device network */
configure_mb_slave(COMM_BPS, PARITY, 0);
// initialize the LED pin as an output:
pinMode(11, OUTPUT); /*iniciar pin 11 como salida*/
pinMode(12, OUTPUT); /*iniciar pin 12 como salida*/
pinMode(13, OUTPUT); /*iniciar pin 13 como salida*/
}
La siguiente función bucle (loop) contiene el código que se ejecuta continuamente leyendo
entradas, activando salidas, etc. Este bucle inﬁnito contiene el conjunto de instrucciones que
se repetirán constantemente [33].
void loop()
{
/* check for master requests*/
update_mb_slave(MB_SLAVE, regs, MB_REGS);
int sensorN1 = analogRead(0); /*Lectura analógica A0 del sensorN1*/
int sensorN2 = analogRead(1); /*Lectura analógica A1 del sensorN2*/
regs[MB_REG0]= sensorN1;
regs[MB_REG1]= sensorN2;
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switch(regs[MB_REG0]<500) /* Condición de control para el sensorN1 */
{
case 1:
digitalWrite(11, HIGH); /*si cumple condición <500 activar salida 11 (Válvula1)*/
regs[MB_REG11] = true;
break;
case 0:
digitalWrite(11, LOW); /*si no cumple condición <500 no activar salida 11 */
regs[MB_REG11] = false;
break;
default:
digitalWrite(11, LOW);
}
switch(regs[MB_REG1]<800) /* Condición de control para el sensorN2 */
{
case 1:
digitalWrite(12, HIGH); /* si cumple condición <800 activar salida 12 (Válvula2) */
regs[MB_REG12] = true;
break;
case 0:
digitalWrite(12, LOW); /* si no cumple condición <800 no activar salida 12 */
regs[MB_REG12] = false;
break;
default:
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digitalWrite(12, LOW);
}
switch(regs[MB_REG1]>800) /* Condición de control para el sensorN2 */
{
case 1:
digitalWrite(13, HIGH); /* si cumple condición >800 activar salida 13 (Válvula3) */
regs[MB_REG13] = true;
break;
case 0:
digitalWrite(13, LOW); /* si no cumple condición >800 no activar salida 13 */
regs[MB_REG13] = false;
break;
default:
digitalWrite(13, LOW);
}
}
Finalmente, terminado el programa, se une el código y se remplaza por el ejemplo que trae
por defecto el sketchbook, luego se carga a la tarjeta el siguiente código de control de nivel de
líquido.
/* Aqui empieza el programa;
Modbus RTU common parameters, the Master MUST use the same parameters */
enum {
COMM_BPS = 19200, /* baud rate */
MB_SLAVE = 1, /* modbus slave id */
PARITY = 'n' /* even parity */
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};
/* slave registers */
enum {
MB_REG0, /* sensor de nivel tanque1 */
MB_REG1, /* sensor de nivel tanque2 */
MB_REG11, /* Variable digital Válvula1 */
MB_REG12, /* Variable digital Válvula2 */
MB_REG13, /* Variable digital Válvula3 */
MB_REGS, /* total number of registers on slave */ };
int regs[MB_REGS];
void setup()
{ /* configure modbus communication
* 19200 bps, 8N1, two-device network */
configure_mb_slave(COMM_BPS, PARITY, 0);
// initialize the LED pin as an output:
pinMode(11, OUTPUT); /*iniciar pin 11 como salida*/
pinMode(12, OUTPUT); /*iniciar pin 12 como salida*/
pinMode(13, OUTPUT); /*iniciar pin 13 como salida*/
}
void loop()
{
/* check for master requests*/
update_mb_slave(MB_SLAVE, regs, MB_REGS);
int sensorN1 = analogRead(0); /* Entrada analógica A0 del sensorN1 */
int sensorN2 = analogRead(1); /* Entrada analógica A1 del sensorN2 */
regs[MB_REG0]= sensorN1;
regs[MB_REG1]= sensorN2;
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switch(regs[MB_REG0]<500) /* Condición de control para el sensorN1 */
{
case 1:
digitalWrite(11, HIGH); /* si cumple condición <500 activar salida 11 (Válvula1)*/
regs[MB_REG11] = true;
break;
case 0:
digitalWrite(11, LOW); /* si no cumple condición <500 no activar salida 11 */
regs[MB_REG11] = false;
break;
default:
digitalWrite(11, LOW);
}
switch(regs[MB_REG1]<800) /* Condición de control para el sensorN2 */
{
case 1:
digitalWrite(12, HIGH); /* si cumple condición <800 activar salida 12 (Válvula2)*/
regs[MB_REG12] = true;
break;
case 0:
digitalWrite(12, LOW); /* si no cumple condición <800 no activar salida 12 */
regs[MB_REG12] = false;
break;
default:
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digitalWrite(12, LOW);
}
switch(regs[MB_REG1]>800) /* Condición de control para el sensorN2 */
{
case 1:
digitalWrite(13, HIGH); /* si cumple condición >800 activar salida 13 (Válvula3)*/
regs[MB_REG13] = true;
break;
case 0:
digitalWrite(13, LOW); /* si no cumple condición >800 no activar salida 13 */
regs[MB_REG13] = false;
break;
default:
digitalWrite(13, LOW);
}
}
4.6.1 DISEÑOHMI DE LA ESTRUCTURA SCADAUSANDOACIMUTMON-
ITORIZA
Terminado el programa en Arduino, se procede a crear la interfaz del proceso usando el editor
de Monitoriza, como mínimo se debe deﬁnir un servidor de comunicaciones con el autómata,
las variables del autómata a las que se quieren acceder, que se unen en grupos y se les da un
nombre, y por lo menos un formulario en el que se diseña cómo será la interfaz de usuario del
proyecto [26].
Para empezar el diseño, primero se conﬁguran las herramientas para lograr la transferencia de
datos [24, 26].
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A. Ya descargado de la página de Acimut, se carga el skethbook con el protocolo de comuni-
cación ModbusRTU en la plataforma Arduino, con esta función el dispositivo se presenta
frente a Acimut Monitoriza como un dispositivo Arduino.
B. Una vez instalado el Acimut Monitoriza se inicia un nuevo proyecto pulsando sobre la
opción Nuevo proyecto del menú Archivo.
C. A continuación se deﬁnen los servidores de las comunicaciones con los autómatas y bases
de datos, por lo tanto se selecciona la opción Servidores del menú Ver y debe aparecer
el siguiente diálogo para la deﬁnición de los servidores (ver Figura 3.).
Figura 3. Deﬁnición de Servidores
D. Después se selecciona la ventana del servidor Modbus RTU que se comunicará con el autó-
mata, este servidor tendrá diferentes propiedades (ver Figura 4.). Primero se comprueba
el puerto de comunicaciones COMM asignado al cable USB del Arduino mediante el Ad-
ministrador de equipos de Windows, en el proyecto SCADA se establece en la propiedad
Port el número de puerto que se tiene asignado para el cable USB [26]. También se debe
tener en cuenta la velocidad de comunicaciones (propiedad Speed) la cual debe ser igual
a la establecida en el sketchbook [24, 25].
1. Port : En este campo se coloca el puerto de comunicación COMM asignado al cable USB
del arduino
2. Speed : Esta será la velocidad de transmisión y deberá ser la misma que la establecida
en el sketchbook Modbus RTU.
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/* Modbus RTU common parameters, the Master MUST use the same parameters */
enum {
COMM_BPS = 19200, /* baud rate */
MB_SLAVE = 1, /* modbus slave id */
PARITY = 'n' /* even parity */ };
Figura 4. Propiedades ModBUS RTU
Estas propiedades establecen los parámetros de comunicación serie, así como el número de
esclavos al que se conectará en un entorno ModBUS. Nótese que Monitoriza establece comu-
nicaciones ModBUS como maestro [26].
E. Ya conﬁgurado el nuevo proyecto, se procede a diseñar la interfaz del SCADA, primero
se crea un grupo dando clic en Grupos (ver Figura 4.) y se abrirá una ventana con las
propiedades del grupo y se selecciona variables como se muestra en la Figura 5.
50
Figura 5. Crear/Editar grupos
Allí aparecerá la ventana llamada editor de variables o registros (ver Figura 6.), en esta ventana
se deﬁnen las siguientes propiedades de cada variable [26].
1. NAME : Es el nombre simbólico que se le da a la variable. Debe estar formado por
caracteres alfanuméricos y no contener ni blancos ni símbolos.
2. PLC VARIABLE : Identiﬁca el registro del autómata al que se quiere hacer referencia y
debe seguir las normas y convenciones del autómata en cuestión.
En este editor se crean 2 variables sensorN1 y sensorN2 que corresponden al registro0, y
registro1 del sketchbook que entrega las señales de los sensores, y otras 3 variables, Válvula1,
Válvula2 y Válvula3 que corresponden al registro2, registro3, y registro4 del skethbook que
activan y desactivan las válvulas (ver Figura 6.), terminada la edición de variables damos clic
en aceptar.
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Figura 6. Crear/Editar variables
Finalmente, por medio de la ventana del ToolBox (ver Figura 7.), se agregan componentes al
formulario. Mediante estos componentes se diseña la interfaz, dándole la funcionalidad deseada
a través de componentes que permiten ver o modiﬁcar las variables que se quieren monitorizar
(solapa Scada), también se deﬁne su diseño o apariencia (solapas Diseño y Windows) [26].
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Figura 7. ToolBox
Con estos componentes se crea un formulario con 2 indicadores analógicos que mostrarán el
valor de los sensores y 3 paneles de imágenes que son asociadas a las 3 variables digitales que
se han creado, de tal forma que las imágenes se asocian a la acción de poner 1 a las variables
(lo cual activa las válvulas) y el valor 0 (lo cual desactiva las válvulas) (ver Figura 9.). El
panel de imágenes muestra una imagen u otra en función del valor de la variable leída desde
el dispositivo Arduino [26].
En la ventana de propiedades ﬁgura 8 se deﬁnen las características de cada uno de los com-
ponentes que se agregan a los formularios, así que al seleccionar el componente Indicador-
Numerico, en la ventana de propiedades se muestran las características o propiedades de ese
componente en particular
Las variables en Acimut Monitoriza son el elemento básico de información, mediante ellas se
establece el vínculo de unión entre los tags o registros del autómata y los distintos elementos del
proyecto, posibilitando por tanto la visualización y modiﬁcación de los diferentes elementos que
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se están monitorizando. Las variables son en deﬁnitiva lo que se estará midiendo o controlando,
son la temperatura, la presión, el voltaje, o el estado abierto o cerrado de cualquiera de los
dispositivos del proceso [26].
Cada variable de Acimut Monitoriza viene deﬁnida por tres elementos (ver Figura 8.):
 SERVER: Es el servidor de comunicaciones que hace referencia al autómata que gestiona
y controla el dispositivo o dispositivos sobre los que se quiere actuar o controlar
 GROUP: El grupo es una agrupación de variables en función de las características de
estas, por ejemplo, agruparemos las variables que solo interesa leer en un grupo y las
que se quieren leer y escribir en otro, o si se tiene un grupo de variables para leer con
una cadencia distinta a otras variables las agruparemos en distintos grupo.
 VARIABLE: Es el nombre simbólico que se le da al registro del autómata.
Figura 8. Propiedades Variables
Se muestra en la Figura 9, el diseño terminado de la interfaz hecha en Acimut Monitoriza
donde se encuentran dos tanques controlados por 3 válvulas, las variables que intervienen en
la interfaz son 3 salidas digitales que corresponden a las válvulas y 2 variables analógicas de
los sensores de nivel de líquido de los tanques.
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Se colocaron diferentes indicadores de nivel y 2 gráﬁcas donde muestra la tendencia del nivel
de líquido de los tanques.
Figura 9. SCADA con AcimutMonitoriza
En la tarjeta Arduino se simularon las señales de los sensores con 2 potenciómetros y se usaron
3 leds como indicadores de las válvulas. A continuación se muestra el esquema de conexión de
los elementos.
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Figura 10. Esquema de conexión
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5 EXPERIMENTOS Y RESULTADOS
5.1 IMPLEMENTACION DE RED SCADA MULTIPUESTO CON AD-
VANCED HMI MONITOREO DE NIVEL DE LÍQUIDO
En esta sección se implementará en una nueva oportunidad, el ejemplo anterior referido al
nivel de líquido, usando 2 controladores Mega con el ﬁn de mostrar el funcionamiento sobre
una infraestructura multipuesto (ver Figura 11.). Para hacer esto se debe cargar el protocolo
ModBus RTU a las 2 placas con sus respectivas instrucciones de control.
Figura 11. Sistema SCADA Multipuesto
De acuerdo al ejemplo anterior se tenían 5 variables, 2 análogas y 3 digitales, en este caso el
1Arduino se encargará del control de 2 variables y el 2Arduino se encargará de controlar las
otras 3 variables (ver Figura 12.).
1RTU: Controla el Tanque1.
1. Señal análoga (SensorN1).
2. Señal digital (Válvula1).
2RTU: Controla el tanque 2.
1. Señal análoga (SensorN2).
2. Señal digital (Válvula2).
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3. Señal digital (Válvula3).
Cada RTU debe contener las instrucciones de código, por lo tanto se deben crear 2 programas
y ensamblarlos cuidadosamente dentro del protocolo ModBus RTU.
1RTU:
/* Primer programa para el primer Arduino */
/* Modbus RTU common parameters, the Master MUST use the same parameters */
enum {
COMM_BPS = 19200, /* baud rate */
MB_SLAVE = 1, /* modbus slave id */
PARITY = 'n' /* even parity */
};
/* slave registers */
enum {
MB_REG0, /* sensor de nivel tanque1 */
MB_REG11, /* Variable digital Válvula1 */
MB_REGS, /* total number of registers on slave */};
int regs[MB_REGS];
void setup()
{ /* configure modbus communication
* 19200 bps, 8N1, two-device network */
configure_mb_slave(COMM_BPS, PARITY, 0);
// initialize the LED pin as an output:
pinMode(11, OUTPUT); /*iniciar pin 11 como salida*/
}
void loop()
{
/* check for master requests*/
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update_mb_slave(MB_SLAVE, regs, MB_REGS);
int sensorN1 = analogRead(0); /* Entrada analógica A0 del sensorN1 */
regs[MB_REG0]= sensorN1;
switch(regs[MB_REG0]<500) /* Condición de control para el sensorN1 */
{
case 1:
digitalWrite(11, HIGH);/* si cumple condición <500 activar salida 11 (Válvula1)*/
regs[MB_REG11] = true;
break;
case 0:
digitalWrite(11, LOW);/* si no cumple condición <500 no activar salida 11 */
regs[MB_REG11] = false;
break;
default:
digitalWrite(11, LOW);
}
}
2RTU:
/* Segundo programa para el segundo Arduino */
/* Modbus RTU common parameters, the Master MUST use the same parameters */
enum {
COMM_BPS = 19200, /* baud rate */
MB_SLAVE = 1, /* modbus slave id */
PARITY = 'n' /* even parity */
};
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/* slave registers */
enum {
MB_REG0, /* sensor de nivel tanque2 */
MB_REG12, /* Variable digital Válvula2 */
MB_REG13, /* Variable digital Válvula3 */
MB_REGS, /* total number of registers on slave */ };
int regs[MB_REGS];
void setup()
{ /* configure modbus communication
* 19200 bps, 8N1, two-device network */
configure_mb_slave(COMM_BPS, PARITY, 0);
// initialize the LED pin as an output:
pinMode(12, OUTPUT); /*iniciar pin 12 como salida*/
pinMode(13, OUTPUT); /*iniciar pin 13 como salida*/
}
void loop()
{
/* check for master requests*/
update_mb_slave(MB_SLAVE, regs, MB_REGS);
int sensorN2 = analogRead(0); /* Entrada analógica A0 del sensorN2 */
regs[MB_REG0]= sensorN2;
switch(regs[MB_REG0]<800) /* Condición de control para el sensorN2 */
{
case 1:
digitalWrite(12, HIGH); /* si cumple condición <800 activar salida 12 (Válvula2)*/
regs[MB_REG12] = true;
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break;
case 0:
digitalWrite(12, LOW);/* si no cumple condición <800 no activar salida 12 */
regs[MB_REG12] = false;
break;
default:
digitalWrite(12, LOW);
}
switch(regs[MB_REG1]>800) /* Condición de control para el sensorN2 */
{
case 1:
digitalWrite(13, HIGH); /* si cumple condición >800 activar salida 13 (Válvula3)*/
regs[MB_REG13] = true;
break;
case 0:
digitalWrite(13, LOW); /* si no cumple condición >800 no activar salida 13 */
regs[MB_REG13] = false;
break;
default:
digitalWrite(13, LOW);
}
}
A continuación se muestra el esquema de conexión de los elementos.
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Figura 12. Esquema de conexión multipuesto RTU
5.1.1 DISEÑO DE INTERFAZ HMI SCADA USANDO ADVANCEDHMI
Para iniciar, se debe tener instalado Visual Studio o Visual Basic Express en el computa-
dor, después se abre el archivo de solución haciendo clic en Archivo . Abrir proyecto .
AdvancedHMI.sln [43] y luego se abre la pestaña Explorador de soluciones y se da doble clic
en MainForm.vb de la Figura 13. [27].
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Figura 13. Explorador de Soluciones
Se abrirá una pantalla como se muestra en la Fifura 14 con unas instrucciones para conocer
los menús del programa.
Figura 14. Entorno de HMIAdvanced
Para comenzar el diseño del cuadro de herramientas seleccione la pestaña Componentes Ad-
vancedHMIDrivers y agregue dos controladores de comunicaciones MotBusRTUCom1 y
ModBusRTUCom2 (ver Figura 15.) y arrástrelos al área de trabajo que se muestra en
63
la Figura 14.
Figura 15. Drivers AdvancedHMI
Se establecen las propiedades adecuadas para los controladores de comunicaciones que ha
seleccionado, por ejemplo, puerto COM (ver Figura 16.).
Figura 16. Propiedades ModBusRTU AdvancedHMI
En la barra de Componentes AdvancedHMIControls del cuadro de herramientas se selec-
cionan los componentes como displays, termómetros, entre otros. (ver Figura 17.). Una vez
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seleccionados los componentes, sólo se arrastran hasta la pantalla y se sueltan e inmediata-
mente aparecerá su gráﬁca [43].
Figura 17. Controles AdvancedHMI
Una vez que se han escogido los elementos, se conﬁgura cada uno de ellos. En la barra de
propiedades ubicada en la parte inferior derecha, se conﬁgura el color y todas las opciones
que se muestran. Entre las más importantes se encuentra el cambio de la dirección de sal-
ida/entrada del PLC que desee mostrar en el control seleccionado [27]. Cada componente se
debe relacionar con alguna variable del PLC por medio de la opción PLCAddressValue de
la barra de propiedades de PLC (ver Figura 18.).
Las variables se almacenan en valores de posiciones de memoria que se reﬁeren como registros.
Estos registros se designaron en el sketchbook como MB_REG0, Mb_REG1 y así sucesiva-
mente. Por ejemplo, en la sección del código del ejemplo anterior de nivel de líquidos, se
designó a Mb_REG0 = analogRead (A0), este valor será leído desde el pin analógico A0 y
almacenado en el registro 0. Para acceder a registrar cero en HMI Advanced la dirección del
PLC es 40001 y para acceder registrar otra variable la dirección sera 40002 y así sucesivamente
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[43, 27, 25].
Figura 18. Propiedades
Antes de compilar veriﬁcar que el Arduino tenga cargado el programa de control dentro del
sketch ModbusRTU, a continuación se ejecuta la aplicación haciendo clic en la opción iniciar
depuración  ubicado en el menú principal o pulsando F5.
Figura 19. SCADA con AdvancedHMI
5.1.2 SCADA CONTROL DE SEMÁFORO CON SNAP4ARDUINO
Para controlar la placa con el Snap4Arduino se necesita tener instalado el StandardFirmata
en su tablero. Para ello, se debe seguir los siguientes pasos [31]:
1. Se descarga e instala el entorno Arduino siguiendo las instrucciones en http://arduino.cc/en/Main/Software.
2. Abrir el Arduino IDE, y seleccionar Archivo .Ejemplos .Firmata . StandardFirmata.
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3. Veriﬁcar el puerto USB al cual esta conectada la placa, para hacer esto seleccionar
Herramientas . Puerto Serial .COM# del menú principal.
4. Después en el menú de herramientas, seleccionar la versión de la placa en Herramientas
. Targeta . Seleccione targeta.
5. Subir el Firmata al IDE de Arduino, para hacer esto dar clic en Archivo . Cargar.
6. Abrir el Snap4Arduino y seleccionar la librería Arduino .Conectar Arduino y si todo
sale bien aparecerá el mensaje Se conecto exitosamente una tarjeta Arduino. ½ feliz
prototipeo !.
7. Finalmente Snap4Arduino será capaz de interactuar con la placa Arduino.
Para este programa se usaron 2 tarjetas para controlar cada semáforo por separado, por lo tanto
se deben seguir los anteriores pasos para conectar la otra placa. Ahora teniendo conﬁgurados
los programas, se puede diseñar la interfaz de semáforos utilizando las librerías de control del
Snap4Arduino que muestran en la Figura 20.
Figura 20. Librerias de control Arduino
Con estas librerías se crea la secuencia de encendido y apagado del semáforo, para esto se
arrastran 2 bloques Al presionar y por siempre de la librería de  control  (ver Figura 21.).
El bloque Al presionar permite correr o compilar el programa contenido dentro del bloque
por siempre.
Posteriormente, con la librería Arduino se programan las salidas 12, 11 y 10 que activan y
desactivan las luces rojas, amarillas y verdes respectivamente.
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El siguiente algoritmo se realiza para un semáforo y usará las salidas.
1. Luz roja: Pin 12
2. Luz amarilla: Pin 11
3. Luz verde: Pin 10
Para el control de las 3 luces se utilizan los 2 bloques ﬁjar pin digital de la librería Arduino
y el bloque cierto o falso de la librería operadores que asocia a las salidas en estado en-
cendido y otra en estado apagado . Cada bloque se arrastra hasta el área de trabajo y se
ensamblan dentro del bucle por siempre dándole la funcionalidad deseada (ver Figura 21.).
Figura 21. Librerias de control
Después, se crean 3 disfraces para representar los tres estados del semáforo que se irán
mostrando de acuerdo a la secuencia de encendido y apagado, para ello se utiliza la función
cambiar el disfraz a de la librería Apariencia (ver Figura 22.).
1. cambiar el disfraz a rojo.
2. cambiar el disfraz a amarillo.
3. cambiar el disfraz a verde.
Las temporizaciones se hacen con los bloques pensar...por x segundos de la librería apari-
encia a los que se les ha colocado el valor del tiempo en segundos (ver Figura 22.), esta
temporizacion también se puede realizar con el bloque esperar . . . segundos de la librería
control. Posteriormente, se hace lo mismo con las demás luces.
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Figura 22. Apariencia y temporización
Después de haber programado el resto de las luces se debe seleccionar la pestaña Disfraces
del área de trabajo y arrastrar 3 imágenes de semáforos con su respectivo color (ver Figura
23.).
Figura 23. Pestaña Disfraces
En la pantalla de escenario se coloca una imagen de fondo de la intersección de 2 calles, y
ﬁnalmente se corre el programa presionando la bandera verde, estas imágenes serán llamadas
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por la función cambiar disfraz a y se irán mostrando en la interfaz de acuerdo al estado de
las salidas de la placa cierto o falso y por ciertos intervalos de tiempo, determinados por la
función pensar ... por x segundos.
En la parte izquierda de la interfaz (ver Figura 24.) se muestran los bloques de la librería
Arduino, que permiten programar todos los pines de la placa. Las funciones de esta ofre-
cen bloques para funcionalidades básicas del microcontrolador, escrituras y lecturas tanto
analógicas como digitales, además de algunas de más nivel. Es posible encontrar bloques para
controlar servomotores de rotación continua Parallax.
Figura 24. SCADA con Snap4Arduino
En la siguiente Figura 25 se muestra el esquema de conexión:
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Figura 25. Control de Semáforos
5.1.3 DISEÑO SCADA CONTROL DE TEMPERATURA CONMYOPENLAB.
Teniendo ya instalado MyOpenLab y el IDE de Arduino se procede de la siguiente manera.
a. Conﬁgurar conexión de MyopenLab y Arduino:
 Se carga el ﬁrmware arduino.pde a la tarjeta Arduino, el archivo normalmente se en-
cuentra en la carpeta D:\distribution3033\MyOpenLab_and_Arduino V\arduino [30].
 Dentro del entorno de MyOpenLab en el panel del circuito se selecciona el bloque de
función de la librería Arduino IO Interface v1.1, (ver Figura 26.). Esta librería muestra
la conﬁguración de entradas y salidas para la comunicación con Arduino [29, 28, 30].
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Figura 26. Librería para la conexión con arduino
En la Tabla 1 se muestra como están conﬁgurados los pines E/S para la conexión entre Arduino
Uno y MyOpenLab [30].
Tabla 1. Conﬁguración de pines entrada y salida
Tipo de E/S Pin en la tarjeta Arduino Pin en la librería MyOpenLab
Entrada digital 1 D7 In-1
Entrada digital 2 D6 In-2
Entrada digital 3 D5 In-3
Entrada digital 4 D4 In-4
Entrada digital 5 D3 In-5
Entrada digital 6 D2 In-6
Salida digital 1 D8 Out-1
Salida digital 2 D9 Out-2
Salida digital 3 D10 Out-3
Salida digital 4 D11 Out-4
Salida digital 5 D12 Out-5
Salida digital 6 D13 Out-6
Entrada Analógica 1 A0 ADC-1
Entrada Analógica 2 A1 ADC-2
Entrada Analógica 3 A2 ADC-3
Entrada Analógica 4 A3 ADC-4
Entrada Analógica 5 A4 ADC-5
Entrada Analógica 6 A5 ADC-6
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b. Establecer comunicación por medio de la siguiente operación: Con el bloque
de Arduino en el panel del circuito se procede a la conexión de dos entradas de la librería
Com-port y Start, la primer entrada de valor tipo entero (int) que me permite seleccionar
en el panel de control de MyOpenLab el puerto COM por donde entregará y recibirá datos.
Este selector se encuentra en la librería de elementos numéricos del panel frontal [29, 30].
La segunda entrada es de tipo boleano (bol), esta entrada es un botón start que al pulsarlo
inicia la comunicación con la tarjeta Arduino, la anterior operación con las dos entradas Com
port y start como se muestra en la Figura 27 sera común y necesaria en todas las aplicaciones
que se diseñen [29, 30].
Figura 27. Operación Com-port y Start
5.1.4 HMI MONITOREO Y CONTROL DE TEMPERATURA
Con el ﬁn de veriﬁcar la adquisición y control de señales, se diseñó una interfaz de monitoreo
y control de temperatura de un contenedor, teniendo en cuenta la temperatura ambiente y
la temperatura a la cual deseamos que este el contenedor, esta temperatura es un valor ﬁjo
máximo permitido que será ingresado por el usuario.
La temperatura se mide con el sensor LM35, el cual se conecta a un pin analógico del Ar-
duino (ver Figura 28.), donde es enviada a MyOpenLab para ser comparada con un nivel de
temperatura establecido y activar o no el refrigerador del contenedor.
73
Figura 28. LM35 y arduino
Montado el circuito en MyOpenLab se deben crear las 3 variables a controlar, que son:
 tcontenedor: Temperatura máxima requerida para que no sobrepase el contenedor, vari-
able tipo double.
 tambiente: Temperatura ambiente medida con el sensor LM35, variable tipo double.
 refrigerador: Señal que activa la refrigeración, variable tipo booleana.
MyOpenLab tiene la librería de diagramas de ﬂujo que permite diseñar el algoritmo de control
que consiste en un bloque condicional (ver Figura 29.), en el que se pregunta si el valor de la
tcontenedor < tambiente, si se cumple la condición se activa el refrigerador y en caso contrario
lo apaga [29].
Figura 29. Bloque condicional
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En el control y adquisición de señales analógicas, el Arduino sensa las tensiones recibidas entre
0 y 5 Voltios y los convierte en números enteros que van de 0 a 1024, por esto, para enviar
los datos a MyOpenLab se deben convertir de entero a formato doble, multiplicando el valor
recibido por el siguiente factor de conversión 51023 [33, 25, 29].
Es importante conocer la característica del censor LM35 que tiene un factor de escala de+10mv
°C
.
Por lo tanto, para leer la temperatura en grados centígrados (°C ), se usa la expresion1 [25],
esta operación se hace en el panel del circuito (ver Figura 30.).
temperaturaSensor = Entero ∗ 5v
1023
∗ °C
10mv
= Entero ∗ 5000mv
1023
∗ °C
10mv
temperaturaSensor = Entero ∗ 500
1023
°C (1)
Se unen los bloques en el panel del circuito (ver Figura 30.) y se organizan los elementos
visuales en el panel frontal, en esta interfaz se agregan los interruptores, selectores, display, y
un actuador que será un led vede [29, 30, 28].
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Figura 30. Esquema de control
Finalmente, por medio de la interfaz (ver Figura 31.), se procedió a monitorear y controlar
el proceso, el cual respondió de acuerdo a lo requerido. Los valores sensados se muestran en
la gráﬁca de tiempo y en las barras de control con temperaturas ambiente alrededor de 25
grados.
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Figura 31. SCADA con MyOpenLab monitoreo y control de temperatura
Finalmente, se muestra el circuito de conexión en la Figura 32:
Figura 32. Registro de temperatura
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5.2 RESULTADOS
Para el análisis del funcionamiento del sistema, se utilizó un computador con las siguientes
características:
Hardware: Procesador AMD E-300 APU with Radeon(tm) HD Graphics 1.30 GHz, Memoria
RAM instalada de 2.00 GB (1.60 GB utilizable)
Software: Sistema operativo Windows 7 Home Basic de 64 bits.
Servidores : Protocolo MobBusRTU con velocidad de transmision de 19200 bps.
También se logró el control y monitoreo de temperatura por medio del software MyOpenLab
que tiene una buena potencia de cálculo. Para esta aplicación se analizó el comportamiento
de la señal de un sensor LM35 con un factor de escala de 10 mv/°c. Con este software también
se evita la programación de Arduino en su lenguaje nativo pues podemos usar diagramas de
bloques con sentencias condicionales y generosas librerías de control.
Ahora para controlar la temperatura programando el Arduino con el protocolo ModBusRTU
se operan los datos.
int Ao = analogRead(0); /* Lectura igual a un numero de 0 a 1024 */
int voltios = Ao*(5v/1023); /* Voltage del sensor */
int Celcius = Ao*(5000 mv/1023)*(°C/10 mv); /* Temperatura del sensor */
regs[MB_REG0]= Celcius; /* el registro lee los grados °C */
El sistema se veriﬁcó controlando procesos con 2 tarjetas de control, con el ﬁn de validar
el funcionamiento con varias placas, esto se puede hacer usando el protocolo ModBus RTU
y también por la versatilidad de la placa que permite que se usen diferentes alternativas de
comunicación como el estándar Firmata o ﬁrmware.
Se logró el control secuencial del encendido de las luces de la intersección de 2 semáforos,
esta estructura es diferente a las anteriores que se programan directamente en la placa, este
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sistema de control usa el Snap4arduino para programar las placas usando bloques de control
que son organizados en la interfaz de Snap4Arduino, para esta aplicación se usaron 3 leds
como indicadores de las señales enviadas a los pines.
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6 CONCLUSIONES Y RECOMENDACIONES
6.1 CONCLUSIONES
Con plataformas de hardware y recursos de software libre, es posible crear sistemas de control,
supervisión y adquisición de datos de bajo costo. En el presente trabajo se diseñó e implementó
un sistema de supervisión, control y monitorización SCADA, que inﬂuye drásticamente en el
presupuesto de cualquier proyecto de automatización industrial y que cumple con los objetivos
propuestos. Se veriﬁcó el correcto funcionamiento del sistema operando de forma integrada,
mediante una prueba operativa durante un intervalo de tiempo.
El sistema SCADA implementa una tarjeta de control Arduino Mega, la cual tiene un micro-
controlador AMTEL ATMEGA 2560 que se controla por medio de un software de programación
gráﬁca, el que a su vez contiene una interfaz de usuario que muestra las variables, alarmas, y
gráﬁcas de los valores de las variables leídas, además de comandos para escribir variables sobre
un autómata (u otros dispositivos). Los dispositivos que se utilizaron fueron seleccionados de
acuerdo a la disponibilidad del producto, su costo y comportamiento.
Se evidenció, que al integrar el Arduino Mega en un sistema SCADA, se reducen enormemente
los costos de diseño, beneﬁciando a pequeñas y medianas industrias que se encuentran en
proceso de automatización. El Arduino puede funcionar como RTU, minimizando costos en
sistemas donde las subestaciones no sean muy complejas y sustituyendo el computador que es
mucho más costoso.
Por medio de la elaboración de este trabajo de grado se realizó un aporte al Programa de
Ingeniería Eléctrica de la Universidad Tecnológica de Pereira, implementando tecnología libre
que se puede usar en la industria o también como herramienta didáctica para estudiantes que
quieran mejorar sus conocimientos y habilidades en el área de sistemas de control, basados en
automatismos programables.
Las características del sistema son las siguientes:
1. Una interfaz donde se muestra el proceso de forma gráﬁca con información del proceso.
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2. Placa Arduino Mega que adquiere los datos de todos los sensores o actuadores de planta.
3. Protocolo de comunicación compatible que permite leer y escribir datos desde la interfaz
HMI hasta la planta.
4. Sensores y actuadores ubicados en planta.
Se veriﬁcó el ejemplo del numeral 6.2, que consiste en controlar el nivel de líquido de 2 tanques
interconectados y se logró hacer control de acuerdo al código cargado en la placa. Se analizaron
los datos y activación de alarmas mediante la adquisición de datos, conectando potenciómetros
en las entradas analógicas de cada tarjeta, girando o ajustando los potenciómetros se producen
tensiones de 0 a 5 voltios, que son convertidos en valores dentro del rango de 0 a 1023 y
estos valores fueron usados para determinar el funcionamiento del sistema hidráulico el cual
respondió como se esperaba.
Aunque los lenguajes gráﬁcos utilizados pueden que no cumplan con el estándar IEC, son una
gran herramienta para la implementación de lógica secuencial aplicada al control de procesos
y totalmente aplicable en múltiples campos de la electrónica como de la automatización y la
robótica. Este sistema sirve para la implementación de laboratorios virtuales y laboratorios
remotos como herramientas educativas en el área de medidas de señales eléctricas.
El sistema, al ser desarrollado con software libre, permite el dominio total de la tecnología y
se presenta como una alternativa ﬂexible y adaptable para cualquier empresa o industria que
quiera automatizar sus procesos a bajo costo.
6.2 RECOMENDACIONES
Es recomendable usar Linux como sistema operativo y promover la tecnología libre en diseño
de redes SCADAs
Se recomienda diseñar las estructuras con los estrictos requerimientos de la función, ﬁabilidad,
coste, tamaño y consumo de energía y que cumplan con las normas de diseño de redes SCADAs
Realizar pruebas con múltiples RTUs y ampliar el número y tipo de sensores que alimentan
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las placas Arduino como sensores de humedad, sensores de presión interna de los tanques y
determinar su seguridad y funcionamiento en casos críticos de trabajo.
Utilizar sistemas de comunicación alternativos entre la placa y el ordenador, como pueden ser
conexiones wiﬁ o wireless por medio de diferentes shields para Arduino
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