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Abstract: Nowadays the relational and post-relational databases are unquestionably in 
the core of modern corporation. Techniques, methods, tools and applications for system 
development used in companies have changed and evolved so incredibly. However, some 
problems emerged, among them, the incompatibility of data, entitled Impedance Data. This 
work is primarily aimed to study the problems in data mapping between object-oriented 
and relational databases. Two types of tests were elaborated, one with an application 
directed to objects with relational databases (MySQL and PostGreSQL), using the 
Hibernate framework and the another one with system and databases (Caché and DB4O) 
directed the objects. At last, this work presents the results, differentiating the models of 
databases and what are the best options to avoid the impedance data problem. 
Keywords: Impedance, relational databases, object-oriented. 
 
Resumo: Nos dias de hoje os bancos de dados relacionais e pós-relacionais estão 
incontestavelmente no núcleo da corporação moderna. Técnicas, métodos, ferramentas e 
aplicações de desenvolvimento de sistemas usados nas empresas mudaram e evoluíram de 
forma incrível. Entretanto, alguns problemas foram surgindo, dentre os quais, a 
incompatibilidade entre dados, intitulada Impedância de Dados. Neste trabalho objetivou-
se principalmente estudar os problemas de mapeamento de dados entre bancos de dados 
orientados a objetos e relacionais. Foram construídos dois modelos de testes, um com uma 
aplicação orientada a objetos com bancos de dados relacionais (MySQL e PostGreSQL), 
utilizando-se do framework Hibernate e outro com sistema  e bancos de dados (Caché e 
DB4O) orientados a objetos. Por fim este trabalho apresenta os resultados obtidos, 
diferenciando os modelos de bancos de dados e quais as melhores opções para se evitar o 
problema de impedância de dados. 
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1. Introdução 
Os bancos de dados atuais deixaram de ter características concentradas para se adaptarem a 
ambientes distribuídos, de forma a atender o maior número de usuários possíveis. 
Segundo Silberschatz e Korth (2006) o controle de banco de dados evoluiu de 
uma aplicação específica de computador para um componente central e moderno da 
computação. Os sistemas de banco de dados têm se tornado parte fundamental de pesquisa 
da ciência computacional. 
Estas mudanças se tornaram visíveis na última década e em uma velocidade nunca 
antes experimentada. Segundo Machado e Abreu (1996) a era da informação não só surgiu 
 como já faz parte da vida diária dos usuários sendo que muitas vezes esta evolução não é 
percebida, assim como as mudanças no perfil das pessoas e das organizações. 
Nos dias de hoje os bancos de dados relacionais e pós-relacionais estão 
incontestavelmente no núcleo da corporação moderna. Técnicas, métodos, ferramentas e 
aplicações de desenvolvimento de sistemas usados nas empresas, mudaram e evoluíram de 
forma incrível. Com o reconhecimento de que informações são recursos importantes na 
vida de uma organização, as aplicações de banco de dados ganharam técnicas de acordo 
com o tipo de dado usado pela organização, atendendo necessidades específicas. Com o 
tempo e o uso destas ferramentas nas organizações, alguns problemas foram surgindo. 
Dentre os quais, a incompatibilidade entre dados é um dos principais problemas 
encontrados desde o inicio do surgimento dos bancos de dados. Muitas das vezes as 
linguagens de programação usam características incompatíveis com o banco de dados 
adotado pela equipe de desenvolvimento. Este problema é chamado de impedância de 
dados em banco de dados. 
A impedância refere-se à diferença existente entre os bancos de dados orientados 
a objetos e os modelos relacionais. Harrington (2002) esclarece que o modelo relacional 
organiza os dados em tuplas e atributos, sendo que cada tupla representa um cadastro na 
relação. Já, Martin (1996), argumenta que o modelo orientado a objetos é composto por 
classes e objetos. Ao usar um banco de dados relacional, em uma linguagem orientada a 
objetos como o Java ou o C++, a classe de objetos da linguagem deve ser traduzida para as 
tabelas dispares de um banco de dados relacional. Enquanto linguagens de programação a 
objetos como Java fornece uma visão de orientação a objetos e de entidades, onde as regras 
de negócio são especificadas no nível de aplicação, a inserção em banco de dados 
respectivos são relacionais por natureza (FINN, 2002). 
Desta forma se faz necessário verificar quais os modelos mais eficientes no 
tratamento da impedância de banco de dados com análise comparativa entre os modelos 
relacional e orientado a objetos, utilizando bancos de dados gratuitos ou de licença gratuita 
para estudo e pesquisa. 
 
2. Impedância de dados 
Uma das grandes dificuldades dos bancos de dados relacionais era o compartilhamento de 
dados com as linguagens orientadas a objetos como Java ou C++. Simplesmente estender o 
tipo de comunicação da linguagem orientada a objetos com o banco de dados relacional 
não é o suficiente (SILBERCHATZ; KORTH; SUDARSHAN, 2006). 
As diferenças entre o sistema de tipo de banco de dados e o sistema de tipo de 
linguagem de programação tornam o armazenamento e a recuperação de dados mais 
complicados e precisam ser minimizadas. A necessidade de expressar acesso a banco 
de dados usando uma linguagem (SQL) que é diferente da linguagem de programação 
novamente dificulta o trabalho do programador. Para muitas aplicações, é desejável 
ter construções ou extensões de linguagem de programação que permitam acesso 
direto a dados no banco de dados, sem ter de usar uma linguagem intermediária como 
SQL (SILBERCHATZ; KORTH; SUDARSHAN, 2006, p. 241). 
Essas diferenças trazem grandes problemas para os analistas de sistemas. Muitos 
deles gostariam de utilizar tecnologia orientada a objetos como Java, C++ e COM, devido 
à produtividade e os modelos de dados mais ricos que elas oferecem. Já por outro lado, 
suas aplicações precisam acessar informações em banco de dados relacionais ou interagir 
com ferramentas que auxiliam na análise de dados e geração de relatórios, que geralmente 
 utilizam SQL. Este problema é conhecido como diferença de impedância em banco de 
dados, pois os dados relacionais não se encaixam bem com as linguagens orientadas a 
objetos (INTERSYSTEMS, 2008). 
Como os objetos não podem ser diretamente representados em um banco de dados 
relacional, existem ferramentas que fazem o papel de comunicação entre o objeto e as 
tabelas do banco de dados. Elas são conhecidas como ferramentas de mapeamento objeto-
relacional ou ferramentas Object-relational mapping (ORM).  
 
3. Object-relational mapping (ORM) 
Em um mundo praticamente dominado pelos Sistemas Gerenciadores de Banco de Dados 
Relacionais (SGBDR), é uma tendência natural se usar o modelo relacional para armazenar 
dados persistentes. O modelo orientado a objetos permite uma abrangência maior sobre as 
aplicações, assim como o modelo relacional permite o armazenamento de dados em tuplas 
e tabelas. 
O modelo relacional se baseia em princípios matemáticos, principalmente na 
teoria de conjuntos. Já a orientação a objetos se baseia nos princípios de engenharia de 
software. A orientação a objetos foi criada para criar aplicações com dados e 
comportamento, enquanto o modelo relacional foi criado apenas para armazenamento de 
dados (DATE, 2003). 
O principal problema ao se usar um banco de dados relacional em uma linguagem 
orientada a objetos é o problema de casamento de impedância. Este problema basicamente 
se refere às dificuldades técnicas/conceituais e a grande perda de tempo para se armazenar 
dados persistentes em banco de dados relacionais, quando usado uma aplicação 
desenvolvida em linguagem orientada a objetos com um banco de dados relacional. 
O uso de ferramentas ORM pode reduzir o problema de impedância de banco de 
dados, permitindo a aplicação uma independência de banco de dados, além de mapear 
todos os tipos de dados nos atributos das classes orientadas a objetos para as tuplas 
relacionais. 
As ferramentas ORM têm como objetivo, reduzir a impedância nos sistema de 
programação orientada a objetos quando utilizada com bancos de dados relacionais. Com 
sua utilização, o programador não precisa se preocupar com os comandos de linguagem 
SQL devido ao fato de que a aplicação ORM faz todo o trabalho de persistência de dados. 
Uma solução ORM, segundo Bauer e King (2007) consiste basicamente em quatro 
partes: 
a) uma Application Programming Interface (API) para realizar operações como 
Creat, Retrieve, Update, Delete (CRUD) básicas em objetos de classes 
persistentes. Essa API é usada para operações em banco de dados relacionais; 
b) API ou linguagem para especificar consultas que se referem às classes ou os 
atributos das classes; 
c) facilidade para especificar o método de mapeamento; 
d) funções para que a aplicação ORM interaja com os objetos transacionais 
verificando sujeira do mapeamento (tecnicamente chamado de dirty checking), 
 recuperação de associação ociosa (tecnicamente chamado de lazy association 
fetching) e outras funções de otimização. 
Segundo Bauer e King (2007) uma ferramenta ORM trabalha diretamente na 
“camada de persistência” também podendo ser chamada de “camada de mapeamento”, 
conforme Figura 1. Essa camada de persistência é a base em uma arquitetura em camadas.  
 
Figura 1. Camada de persistência. 
Fonte: Bauer, C.; King, G., (2007). 
 
Conforme Bernadi (2007) em termos conceituais, uma camada de persistência de 
objetos é uma biblioteca que permite a realização do processo de persistência. Dentre suas 
várias vantagens, destaca-se o fato de o analista/programador poder trabalhar como se 
estive-se uma ferramenta completamente orientada a objetos. Outra vantagem é que os 
acessos realizados diretamente ao banco de dados da aplicação são isolados e os processos 
de consulta e operações de manipulação de dados são concentrados em uma camada de 
objetos inacessível ao desenvolvedor. Essa vantagem torna as aplicações mais confiáveis, 
permitindo ao SGBD ou a estrutura das suas tabelas possam ser modificadas sem a 
necessidade da compilação dos programas. 
Já segundo Hibernate (2008) esta camada é responsável por resolver vários 
problemas do mapeamento objeto relacional, tais como:  
a) mapeamento entre entidade x classe (queries x tipos); 
b) herança; 
c) tratamento de chaves (primaria e estrangeira); 
d) representação de relacionamentos; 
e) campos calculados; 
f) diferenças entre tipo SQL e linguagem de programação; 
g) locking e isolation level; 
h) caching; 
i) outros diversos. 
Existem várias ferramentas ORM no mercado que implementam a camada ORM e 




Hibernate é um framework ORM de código fonte aberto, componente do projeto 
JBoss Enterprise Middleware System (JEMS), uma divisão da Hed Hat Inc. Este 
framework é responsável pela camada de mapeamento objeto relacional necessário para 
armazenar objetos Java em uma base de dados relacional (HIBERNATE, 2008). 
Por meio da camada de mapeamento é que a aplicação ORM permite o 
desenvolvimento de classes orientado a objetos persistentes, podendo-se usar associação, 
herança, polimorfismo, composição e coleções, como também possibilita executar 
consultas SQL de extensão Hibernate Query Language (HQL), SQL nativa ou pesquisas 
orientadas a objetos. (HIBERNATE, 2008). 
Trabalhando na camada de mapeamento objeto relacional, o Hibernate permite ha 
aplicação, independência de banco de dados, pois sua arquitetura permite que os atributos e 
tuplas sejam mapeados a estrutura e não ao tipo de banco de dados. 
Segundo Hibernate (2008) a arquitetura mais amplamente vista deste ORM, usa 
base de dados relacionais configuradas por meio de arquivos XML para realizar o 
mapeamento objeto relacional, conforme ilustrado na Figura 2. 
 
 
Figura 2. Arquitetura geral do Hibernate. 
Fonte: Hibernate (2008). 
 
5. Análise de impedância 
5.1. Diferença de impedância em dados no Caché 
Segundo Intersystems (2008) a arquitetura unificada de dados do Caché é uma solução 
para o problema de diferença de impedância. A estrutura dos dados multidimensionais é 
uma forma natural de armazenar os tipos de dados que são características de banco de 
dados orientado a objetos, como também projetar estruturas multidimensionais como 
estrutura bidimensionais (tuplas) via SQL. 
Assim, tanto objetos como relações podem compartilhar simultaneamente dados 
multidimensionais sem a necessidade de mapear formato de dados evitando a diferença de 
impedância de dados (KIRSTEN, 2002), conforme Figura 3. 
  
Figura 3. Acessoa a dados no Caché 
Fonte: Intersystems (2008). 
 
O Hibernate realiza o mapeamento objetorelacional em uma LOO sobre SGBDR. 
Para muitas aplicações que utilizam banco de dados pós-relacional Caché, seria inútil 
utilizar uma camada de mapeamento, devido ao fato de que o Caché pode controlar os 
deferentes tipos de dados tanto em formato relacional como orientado a objetos. 
O problema de persistência de objetos ocorre quando o Caché necessita de uma 
maneira simples de troca de objetos com um banco de dados relacional. Segundo 
Intersystems (2008) o Caché permite o uso do Hibernate para que a aplicação Java interaja 
com as classes orientadas a objeto Caché transparentemente entre um ou mais banco de 
dados relacionais. Neste ambiente, o Hibernate oferece as seguintes vantagens: 
a) mapeamento objeto relacional: O Caché pode ser utilizado para persistir 
objetos em banco de dados relacionais, mais ocorrem problemas quando se 
utiliza mais de alguns tipos de objetos. Neste caso, o Hibernate automatiza o 
processo de conversão de formatos entre objeto e relacional, evitando perda de 
tempo para manutenção de desempenho da aplicação; 
b) Hibernate Query Language: por meio da HQL, pode-se usar uma linguagem 
simples tanto de acesso Caché como de banco de dados relacionais. Isso reduz 
o potencial de problemas causados por variações entre os dialetos SQL. 
Também possibilita funcionalidades que facilitam a consulta de dados em 
formato de objetos em um modo natural.  
 
5.2. Diferença de impedância no DB4O 
O DB4O por ser um banco de dados orientado a objetos não encontra problemas de 
diferença de impedância de dados. Segundo Finn (2002) este problema poderia ser 
totalmente eliminado armazenando dados em um banco puramente de objetos.  
O problema de diferença de impedância ocorre quando se necessita executar uma 
consulta SQL neste banco de dados. Segundo Finn (2002) o SQL é a linguagem mais 
utilizada para consulta em banco de dados, sendo seu retorno em tuplas relacionais. Alguns 
fabricantes de banco de dados orientado a objetos utilizam a linguagem Object Query 
Linguage (OQL). Oferecer suporte JDBC e ODBC e prever resultados relacionais seria 
 uma solução para este problema. Quando não existe esta solução, utiliza-se mais uma vez o 
mapeamento, convertendo as consultas SQL para objeto tendo seu retorno como tuplas 
relacionais. 
 
5.3. Simulação da impedância de dados 
A pesquisa desenvolvida simula o uso da LOO Java com o framework ORM Hibernate 
configurado com os SGBDR’s MySQL 5.0 (Sun Microsystems) e PostgreSQL 8.2.7 
(PostgreSQL Global Development Group) mapeando todos os tipos de atributos e tuplas, 
assim como o uso de SGDBOO Caché 2008.01 (Intersystems) e DB4O (db4objects, Inc.) 
com o objetivo de verificar quais as melhores alternativas para evitar o problema de 
impedância de dados. 
Todos os testes foram realizados em um único computador com a configuração 
conforme Tabela 1. 
Tabela 1. Quadro de configurações do computador. 
 
Usando o Hibernate com os banco de dados relacionais MySQL e PostgreSQL 
pode-se ter uma visão global de testes no contexto de persistência e de gerenciamento de 
dados objeto relacional. Estes bancos de dados atendem todos os requisitos de mapeamento 
objeto relacional no Hibernate em seu ponto mais avançado. 
A escolha dos modelos relacionais deveu-se por ambos serem gratuitos, de licença 
GPL e ao fato de que são SGBD muito utilizados tanto em plataformas Linux quanto 
Windows. 
O Hibernate Core 3.2.x foi a versão utilizada com os banco de dados relacionais. 
Segundo Bauer e King (2007) este modelo é o serviço básico para a persistência, com sua 
API nativa e seus métodos de mapeamento armazenados em arquivos XML. Pode-se ser 
usado o Hibernate Core independentemente de qualquer outro framework ou de qualquer 
ambiente de tempo de execução em particular com todas as JDK´s. Com esta estrutura, o 
conjunto com as outras versões do Hibernate funcionara adequadamente. 
 
5.4. Hibernate com MySQL 
Por segurança, Segundo Bauer e King (2007) as bibliotecas do Hibernate Core 
somente compilam as rotinas após verificam a consistência dos arquivos de configuração 
XML e arquivo de mapeamento XML. Na compilação dos códigos fontes é necessário que 
o programa de desenvolvimento esteja conectado a Internet, para validar o XML seguindo 
regras específicas do arquivo “hibernate-mapping-2.0.dtd” e arquivo 
“hibernateconfiguration- 2.0.dtd”. 
Outros problemas encontrados foram relacionados às transações seguras da 
aplicação. O Hibernate por padrão, controla todas as transações seguras do banco de dados, 
exigindo que se termine com segurança todo o processo de persistência da informação, 
caso contrário o processo é desfeito. A solução para este problema, foi à inserção de 
 comandos de controle de transações e como conseqüência o pleno funcionamento do 
Hibernate. 
 
5.5. Hibernate com PostgreSQL 
Mudando-se de banco de dados na aplicação sem perder o mapeamento, apenas 
configurou-se o dialeto no arquivo de configuração do Hibernate “hibernate.cfg.xml”. 
Outras propriedades de usuário e senha de banco de dados também precisam ser alteradas. 
Com a configuração alterada, o Hibernate mapeia todos os atributos da tupla de 
acordo com o dialeto usado. Com o funcionamento do Hibernate, observou-se a 
independência do tipo de banco de dados para a aplicação. Todas as tuplas e seus atributos 
foram mapeados com sucesso. Com o mapeamento objeto relacional nestas situações evita-
se o problema de impedância de dados em banco de dados. 
 
5.6. O uso do Caché Intersystems 
Para testes do Caché Intersystems com a LOO Java, foi utilizada a biblioteca 
Japaleño para armazenamento de objetos Plain Old Java Objects (POJO), sem mapeamento 
e de fácil acesso a partir da aplicação Java. 
Cada tipo de dado dos atributos da LOO Java pode ser atribuídos nas propriedades 
da classe “basic.Contact”. Toda a conexão com o banco de dados acontece na própria 
linguagem Java via JDBC. Foram criadas classes Java para persistir a informação no banco 
de dados. 
A persistência para os tipos de dados dos atributos orientado a objetos funciona 
perfeitamente quando se é usado uma linguagem de programação orientada a objetos no 
Caché. Como resultado desta execução, obteve-se a persistência do objetos na propriedade 
das classes do banco de dados Caché. 
Vale lembrar que toda a persistência de dados no Cachê, assim como o limite de 
usuários no sistema é controlado por sessão, então é importante sempre fechar a mesma no 
fim da execução do programa. 
 
5.7. O uso do DB4O 
Neste banco de dados não existe um processo formal de criação de banco de dados. À 
medida que as classes na linguagem Java forem sendo instanciadas, o DB4O cria a 
persistência das informações. Todas as funções de manipulação deste banco de dados são 
utilizadas por meio de um método chamado “ObjectContainer”, responsável por atualizar, 
excluir, salvar e pesquisar informações no banco de dados (DB4O, 2008).  
Para os testes foi criada uma classe “Cliente” de persistência de informação. Para 
conexão com o banco de dados, foi criada uma classe “acessoDb4o”, onde é aberto o 
arquivo do banco de dados. Se este arquivo não existir, ele é criado automaticamente. Logo 
em seguida foi criada uma classe “salvarCliente” de persistência no banco de dados. A 
persistência é instantânea. A estrutura da classe Cliente cria a organização dos objetos 
instanciados e persistidos no arquivo “DB4OCLIENTE”, tornando o processo dinâmico e 
fácil de ser utilizado.   
 Com toda a facilidade para persistir dados, notou-se que neste banco de dados não 
há um controle de consistência de informações, como chave primárias e estrangeiras. São 
necessários métodos paralelos para controle de consistência, dificultando o trabalho de 
desenvolvimento e coerência das informações. 
Mesmo com a integridade podendo ser afetada, pode-se controlar perfeitamente 
por meio de métodos de verificação de objetos, sendo que a LOO permite um dinamismo 
amplo das regras de negócio. 
Os tipos de dados se adaptam perfeitamente a estrutura da LOO Java, sendo que 
cada tipo de dado que se é usado na linguagem pode ser reutilizado como estrutura do tipo 
de objeto.  No decorrer dos testes com o banco de dados não se encontrou nenhum 
problema para persistir dados.  
 
5.8. Comparativo entre os SGBDs testados 
Na Tabela 2 pode-se observar uma comparação entre os bancos de dados testados 
em relação ao problema de impedância de dados. 
 




Com o objeto de estudo dessa pesquisa testou-se o uso de ferramentas de mapeamento 
objeto-relacional com LOO e bancos de dados relacionais, assim como o teste de LOO 
com banco de dados orientado a objetos e objeto-relacional, verificando como se comporta 
cada tipo de banco de dados com o problema de impedância de informações. 
Pode-se observar que o uso de LOO com bancos de dados relacionais limita uma 
aplicação a estrutura do banco de dados utilizado. Neste caso, o uso de uma ferramenta de 
mapeamento objeto relacional se faz necessária, mapeando cada tipo de dado da LOO ao 
atributo no banco de dados. Com isso, temos uma ferramenta independente da tecnologia 
de banco de dados relacional adotada, facilitando mudanças quando necessário. Mesmo 
assim, notou-se que o desenvolvedor perde um bom tempo de desenvolvimento mapeando 
classes e objetos para tuplas e atributos bem como reescrevendo algumas regras de 
negócio. Este fator deve ser considerando ao projetar um sistema e deverá estar no 
cronograma de desenvolvimento para evitar possíveis problemas de tempo de construção 
da aplicação. 
Já nos testes com banco de dados orientado e LOO pode-se observar que não 
houve dificuldades de persistir o mesmo tipo de dado da linguagem com o banco de dados. 
 Especificamente o DB4O utiliza o mesmo tipo de dado da linguagem Java, tornando a 
diferença de dados nula. Contudo, neste banco de dados não é possível executar comandos 
SQL, sendo que estes comandos são sem duvida os mais utilizados em pesquisas nos 
bancos de dados, tornando o uso do DB4O limitado. 
Com o banco de dados pós-relacional Caché, notou-se uma grande diferença no 
controle do problema de impedância de dados. Com sua arquitetura unificada de dados é 
possível trabalhar com objetos e atributos atendendo todos os seus tipos ao mesmo tempo, 
sendo que a tradução entre eles é automatizada, além de permitir consultas SQL. O Caché 
ainda permite a configuração do Hibernate sobre o banco de dados, podendo-se converter 
dados de objetos para relacional eliminando o problema de impedância de dados em banco 
de dados.  
Vale lembrar que a escolha correta do tipo do banco de dados usado em uma 
determinada aplicação, geralmente não cabe a equipe de desenvolvimento e sim ao 
projetista do sistema. Selecionar o banco de dados correto para o tipo de aplicação, seja ele 
relacional ou orientado a objeto pode apresentar características de sucesso da ferramenta, 
mesmo que ainda haja problemas de padronização de dados. 
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