Abstract.-Split networks are a type of phylogenetic network that allow visualization of conflict in evolutionary data. We present a new method for constructing such networks called FlatNetJoining (FlatNJ). A key feature of FlatNJ is that it produces networks that can be drawn in the plane in which labels may appear inside of the network. For complex data sets that involve, for example, non-neutral molecular markers, this can allow additional detail to be visualized as compared to previous methods such as split decomposition and NeighborNet. We illustrate the application of FlatNJ by applying it to whole HIV genome sequences, where recombination has taken place, fluorescent proteins in corals, where ancestral sequences are present, and mitochondrial DNA sequences from gall wasps, where biogeographical relationships are of interest. We find that the networks generated by FlatNJ can facilitate the study of genetic variation in the underlying molecular sequence data and, in particular, may help to investigate processes such as intra-locus recombination. FlatNJ has been implemented in Java and is freely available at www.uea.ac.uk/computing/software/flatnj.
) for generating outer-labeled planar split networks, FlatNJ takes quartet data as input. In addition, FlatNJ employs an agglomerative approach to construct networks similar to that used in Neighbor-Joining (Saitou and Nei 1987) and NeighborNet, that involves repeatedly identifying taxa that are "neighbors".
After presenting the FlatNJ method in the next section, we illustrate its potential applications in the Results section by applying it to three data sets that each involve molecular sequences sampled from within a single species or from closely related species. The first two data sets (whole HIV genome sequences and fluorescent proteins in corals) were selected to shed some light on the potential of FlatNJ to identify potential candidates for statistical inference in the analysis of intra-locus recombination. Note that biologists increasingly study patterns of genetic variation that may be caused by intra-locus recombination and introgression of genes (see e.g. Gonthier and Garbelotto 2011; Bahr and Wilson 2012; Zhao et al. 2013 ) as well as the potential role of these processes in the adaptation of species to environmental change (see e.g. Becker et al. 2013 ) and the impact of them on the accuracy of species tree reconstruction methods (see e.g.
Lanier and Knowles 2012
). The last data set (gall wasps) was chosen to give an impression of the performance of FlatNJ in displaying the biogeographic structure of a somewhat larger collection of non-recombining mitochondrial DNA. We conclude with a discussion, where we also mention some possible future directions.
Methods
In the following, X will always denote a set of n ≥ 4 taxa, and any split of X that groups a non-empty subset A of X against the remaining taxa B = X − A will be denoted by A|B. Note that A|B and B|A both denote the same split.
As mentioned in the Introduction, a split network is a graphical representation of a collection of splits of X. For convenience, we call any such collection Σ a split system on X; the collection of all possible splits of X is denoted by Σ(X). The length of the edges representing a split S in a split network is proportional to a non-negative real number ω(S), also called the weight of S. The pair (Σ, ω), consisting of the split system and its weighting, is called a weighted split system on X. We now describe the special kind of split systems underlying FlatNJ networks.
Flat split systems
Flat split systems first appeared in Bryant and Dress (2007) and can be formally defined in several equivalent ways. In the following, we describe them, in a way that is sufficiently general for the purpose of explaining our new method, but omit some technical details that are not of great importance here. The reader interested in these details is referred to the definition of flat split systems given in Spillner et al. (2011) which, for the convenience of the reader, is also briefly explained in the supplementary material (doi:10.5061/dryad.q80f6).
First we recall that any outer-labeled split network, such as a NeighborNet network, represents a circular split system. This is a split system Σ on X, for which there exists an ordering x 1 , x 2 , . . . , x n of the n taxa in X such that every split in Σ is of the form Fig. 2a ). We can also view the splits in any such split system as arising in the following way: The taxa in X are arranged as points along a circle and a split is represented by a straight line separating the set of points into two non-empty subsets (cf. Fig. 2b ). Note that NeighborNet networks are constructed from circular split systems: The fact that NeighborNet networks are outer-labeled is essentially a consequence of the points representing the taxa in X being constrained to lie on a circle.
When we adopt the view that circular split systems arise from taxa arranged on a circle, it is natural to wish to remove this constraint and to arrange the taxa in X arbitrarily in the plane, but to still represent splits by straight lines (cf. Fig. 2c ). In particular, a split system Σ of X is called flat if X can be arranged in the plane so that every split in Σ can be represented by some straight line (Technically speaking, this is actually an affine split system, see, e.g., Spillner et al. 2011 , but for simplicity we shall just call such split systems flat in this paper.). To simplify the subsequent description, we shall assume that no three points in X lie on a common straight line.
This will not, however, restrict the split systems that can be obtained.
Note that the freedom of being able to place the taxa in X anywhere in the plane is the reason why we can have interior labels in the corresponding split networks. Also note that, as we represent splits by straight lines, it can be shown (just as with any circular split system on X) that any flat split system Σ of X contains at most n 2 splits (Spillner et al. 2011) . If Σ contains precisely n 2 splits, we call it full. In addition, if Σ is weighted we require that ω(S) > 0 holds for all S ∈ Σ.
Systems of 4-splits
When we developed FlatNJ, we at first considered taking a matrix of pairwise distances as input, as with the NeighborNet method. However, this has the disadvantage that there can be more than one flat split system representing such a matrix (see, e.g., Fig. 3a-c) . Intuitively, the problem is that pairwise distances cannot distinguish between the two fundamentally different geometric configurations of four points in the plane (cf. Fig. 3d and e): Either none of the points is inside the triangle formed by the other three, or precisely one of the points is inside the triangle formed by the other three. To discriminate between these two configurations, we decided to consider quartet-like input data like that used for the QNet method (Grünewald et al. 2007 ). In particular, using a link between flat split systems and the theory of oriented matroids (Bryant and Dress 2007) , it can be formally shown that four-element subsets are sufficient to discriminate a pair of full flat split systems.
We now present some definitions that are necessary for us to describe our method. For any four distinct elements a, b, c and d in X, a 4-split is either of the form {a, b}|{c, d} or of the form {a}|{b, c, d}. As with splits of the whole taxon set, {a, b}|{c, d} and {c, d}|{a, b} (and, similarly, {a}|{b, c, d} and {b, c, d}|{a}) denote the same 4-split. Note that 4-splits that group two taxa versus two other taxa are usually referred to as quartets. Thus, 4-splits can be viewed as a straight-forward generalization of quartets where also groupings of one taxon versus three other taxa are considered. Also note that there are precisely seven distinct 4-splits for any set of four taxa. In the following, we denote the collection of all possible 4-splits that can be formed from the taxa in X by F = F(X) and we will usually also consider a weighting λ that assigns to every 4-split in F a non-negative real number. The pair (F, λ) will then be referred to as a (weighted) system of 4-splits and our method takes such a system as its input.
Note that, unlike the QNet method, FlatNJ also assigns weights to the trivial splits (i.e., splits that separate one taxon from all of the rest) in the resulting flat split system. These splits correspond to "pendant" edges in the final split network. In our first experiments we found that the split systems we generated from systems of 4-splits tended to be almost circular. On investigating this phenomenon, we realized that this was probably due to the fact that any flat split system that contains all of the possible trivial splits must in fact be circular. Moreover, the presence of many 4-splits of the form {x}|{a, b, c} with large weights in the input will naturally lead to flat split systems that contain the trivial split {x}|X − {x}, thus blocking the option of x being placed inside the resulting split network. For this reason, given a system of 4-splits (F, λ), we first compute the quantity
for every x in X, that is, the smallest weight over all 4-splits of the form {x}|{a, b, c} in F. Then we adjust λ by subtracting β(x) from the weight of every 4-split of this form because this amount of weight will definitely be represented in the resulting split network independently of whether x is placed inside the network or not (see the section below describing the final step of our method for more details on how this is achieved).
Generating systems of 4-splits
We now present two possible methods to generate systems of 4-splits: the first produces such systems from multiple sequence alignments using statistical geometry (Eigen et al. 1988) , and the second directly from distances between points in the plane. 
, where L and L are the letters in column c i in the sequence corresponding to taxon x and taxon x , respectively. To obtain a weight for each 4-split in F, we put
for any four distinct taxa a, b, c and d in X. Note that the i-th summand in both formulae corresponds to the so-called isolation index (Bandelt and Dress 1992a) of the 4-split with respect to the distance matrix D i .
We also developed a second method for generating systems of 4-splits from distances between points in the plane (coming from, e.g., geographical coordinates for sampling locations of taxa) since we are also interested in the possibility of incorporating such information into our analyses. Recall that, for any four distinct taxa a, b, c and d, there are essentially two different ways in which the corresponding taxa locations can be arranged (cf. Fig. 3d and e). In each case, only six 4-splits (out of the seven possible 4-splits) are suggested by the relative position of the locations and these are exactly those 4-splits represented in the corresponding split network in Figure 3b and c, respectively.
To assign weights to the 4-splits, we apply the formula in Moulton and Spillner (2012, Thm. 3) to the Euclidean distances D E between the locations. This formula will yield the unique weights for the 4-splits such that the shortest path lengths in the corresponding split network equal the given Euclidean distances. In particular, if the four taxa are arranged as in Figure 3d this is equivalent to weighting each 4-split by its isolation index with respect to D E as given above (which immediately implies λ({a, c}|{b, d}) = 0). Otherwise, if the four taxa are arranged as in Figure 3e , we put λ({d}|{a, b, c}) = 0 and set
It is easy to verify that these weights will always be non-negative.
Neighbors in flat split systems
FlatNJ constructs a flat split system from a system of 4-splits using an agglomerative approach similar to the ones used in Neighbor-Joining and NeighborNet. One of the key steps in both of these previous approaches is the selection of "neighbors". As mentioned above, the splits displayed in the networks produced by NeighborNet can be represented by arranging points on a circle (cf. Fig. 2b ). Two distinct taxa x and x are considered to be neighbors if they correspond to consecutive points along the circle (e.g., b and c are neighbors in Fig. 4a) . Note, however, that this is equivalent to the following condition (cf. Fig. 4a and b):
(Nb) The straight line segment with end points x and x does not intersect any of the straight lines through any pair of distinct elements in X − {x, x }.
The advantage of condition (Nb) is that it can readily be applied to any set of points in the plane not necessarily arranged around a circle (cf. Fig. 4c and d ). More precisely, given a flat split system Σ, two taxa x and x in X are neighbors relative to Σ if there exists some arrangement of X in the plane so that every split in Σ can be represented by a straight line and also x and x satisfy condition (Nb). Note that there exist flat split systems for which no pair of taxa form neighbors (cf. Fig. 4e ). Such split systems will not be generated by FlatNJ.
Intuitively, the score σ min (x, x ) captures the total amount of 4-split weight, over all 4-splits in F, that will definitely not be represented in the resulting flat split system if we make x and x neighbors. Hence, good candidates for neighbors are taxa x and x for which σ min (x, x ) is minimized.
Once we have found the pairs that minimize the score σ min (x, x ), we employ a second scoring function that aims to capture the total amount of 4-split weight, over all 4-splits in F of the form {x, x }|{y, y }, that will be represented in the resulting flat split system if we make x and x neighbors. More formally, we put
Note that this function is also used in the selection of neighbors in the QNet algorithm (Grünewald et al. 2007 ).
Hence, in summary, we choose neighbors by first computing all pairs {x, x } that minimize σ min (x, x ) and then, out of these pairs, selecting some pair {x, x } that maximizes σ max (x, x ).
Agglomeration
We now explain how to update the system of 4-splits (F, λ) on X to form one on the set X = (X − {x, x }) ∪ {z} once a pair of neighbors x and x has been selected in X. First, all those 4-splits that involve neither x nor x remain the same in the updated system of 4-splits on X .
Otherwise, let a, b, c be any three distinct elements in X − {x, x } and put Y x = {x, a, b, c} and
Then the 4-splits involving precisely the four taxa in {z, a, b, c} are assigned the average of the weights of the corresponding 4-splits of Y x and Y x , that is, we put:
λ({b}|{z, a, c}) = 1 2 (λ({b}|{x, a, c}) + λ({b}|{x , a, c})), λ({c}|{z, a, b}) = 1 2 (λ({c}|{x, a, b}) + λ({c}|{x , a, b})), λ({z, a}|{b, c}) = 1 2 (λ({x, a}|{b, c}) + λ({x , a}|{b, c})), λ({z, b}|{a, c}) = 1 2 (λ({x, b}|{a, c}) + λ({x , b}|{a, c})), and λ({z, c}|{a, b}) = 1 2 (λ({x, c}|{a, b}) + λ({x , c}|{a, b})).
Reversing the agglomeration process
Once all possible agglomerations have been performed, a set with four elements, which we denote by X * , and a system of 4-splits (F * , λ * ) on X * is left. Note that, since X * contains precisely four taxa, every split of X * can be viewed as a 4-split. Moreover, note that Σ(X * ) is not a flat split system since it contains seven splits. Therefore, to obtain a full flat split system on X * (which must contain precisely 4 2 = 6 splits), we need to select one split in Σ(X * ) that will be removed. Following again the idea that we want to minimize the amount of 4-split weight not represented in the output, we choose a split S ∈ Σ(X * ) that, when viewed as a 4-split, is assigned minimum weight by λ * over all splits of X * and put Σ * = Σ(X * ) − {S}. Put differently, we choose Σ * since it covers as much of the weight as possible of the 4-splits in F * . In addition, we construct an arrangement of X * in the plane such that all the splits in Σ * are represented by straight lines through this arrangement.
Next, starting with X * we reverse the agglomerations one by one. For simplicity, we only describe how this is done for the last reversal that replaces z in X by x and x to obtain the set X since the other reversals are performed in a completely analogous way. To this end, assume that we have a full flat split system Σ on X arranged in the plane. From this we want to find a suitable arrangement of X in the plane that corresponds to a full flat split system Σ on X (see Fig. 5a ). In particular, the arrangement of X is obtained by replacing the point representing z in X by two points representing x and x , respectively (cf. Fig. 5b ). These two points are placed in such a way that, for each split S = A|B ∈ Σ with z ∈ A, we have the split (A − {z}) ∪ {x, x }|B ∈ Σ. This is achieved by placing x and x close enough to the original position of z. In the situation depicted in Figure 5b it suffices, for example, to place x and x inside the shaded region.
In addition to those splits that arise from the splits in Σ , the split system Σ also contains n − 1 splits that separate x and x . The splits of this type that are contained in Σ depend on the position of x relative to x. Note that there is some freedom in choosing the precise coordinates of
x and x . Topologically, there are, however, only 2(n − 2) different configurations that can be described as follows. We place a suitably small disk centered at the original position of z (cf. Fig. 5c ). At the center of this disk we place x. Then we partition the disk into 2(n − 2) sectors by drawing straight lines that contain x and any of the points in X − {z}. For each of these sectors, placing x anywhere within that sector yields the same flat split system on X, and placing x in a different sector yields a different flat split system (cf. Fig. 5d and e). Let C denote the resulting collection of 2(n − 2) different full flat split systems.
We now use the input system of 4-splits (F, λ) again to select one of the flat split systems in C. More specifically, we select some Σ in C for which y,y ∈X−{x,x } y =y S a 4-split of {x,x ,y,y } and some S in Σ extends S λ(S )
is maximum. In other words, we consider all 4-splits in F that involve both x and x and select a split system Σ for which the total weight of those 4-splits that are extended by some split in Σ is maximum. Note that there can be more than one Σ in C that maximizes (2). In this case we select, among those maximizing (2), one for which Σ contains the two trivial splits {x}|X − {x} and {x }|X − {x }, if such a Σ exists, and an arbitrary one otherwise. This ensures that if there is a simpler way to accommodate the input data (i.e., a phylogenetic tree or a circular split system) then we choose this.
Weighting and drawing
Once we have computed a full flat split system Σ on X whose structure reflects that of the input system of 4-splits (F, λ), it only remains to compute non-negative weights for the splits in Σ. To do this, we use an approach similar to the one used in QNet. More specifically, split weights ω are computed so that the system of 4-splits (F, λ (Σ,ω) ) on X (which is defined by setting, for every 4-split S ∈ F, λ (Σ,ω) (S ) to be the total weight of those splits S of X that extend S ) is as close as possible to the input system of 4-splits (F, λ) in the least squares sense, that is, we minimize
To minimize this last expression we solve a quadratic program (see, e.g., Lawson and
Hanson 1974). The user can then filter the resulting weighted flat split system (Σ, ω) if desired using the method described in Grünewald et al. (2007) to suppress splits with very low weights.
In particular, the user provides a real-valued threshold t, 0 ≤ t ≤ 1, which suppresses any split S in Σ for which there exists some other split S in Σ such that S and S are incompatible and the weight of S is less than a fraction t of the weight of S .
The resulting weighted flat split system (Σ, ω) is represented by a planar split network N , which is drawn using the algorithm presented in Spillner et al. (2011) . It can then be displayed using the SplitsTree package (Huson and Bryant 2006) . Note that the filtering mentioned above can help ease interpretation of this network by reducing the number of small boxes that appear in it. At this stage, the values β(x), defined in (1) for all x in X, are also taken into account as follows. If N already contains a pendant edge representing the trivial split {x}|X − {x} then the length of this pendant edge is just increased by β(x). Otherwise (i.e., N does not contain a pendant edge representing the trivial split {x}|X − {x} and β(x) > 0), a new pendant edge of length β(x) is added to N . Note that this last step can potentially produce pendant edges that must cross some other edges in the planar network N .
Implementation of FlatNJ
We have implemented FlatNJ in Java. For analyzing the examples below, we ran the program on a PC with Intel i5-2300(4) CPU, with 6 GB of main memory and with the operating system Ubuntu 12.04. The run time of our implementation is superpolynomial in the worst case due to the fact that the computation of the weights for the splits involves solving a quadratic program (for this we use algorithms in the Gurobi Optimizer, version 5.0, www.gurobi.com), although in practice we have not found this to be a limitation for sets of up to 100 taxa. Note that the entire agglomeration process and its reversal can be done in polynomial time. More specifically, in our implementation we take O(n 4 ) time, which is optimal since the input consists of 7 · n 4 4-splits on the set X.
Consistency of FlatNJ
An important property that any method for constructing a split network should ideally satisfy is consistency. This means that if the method is designed to produce a split system with a certain special property (e.g., compatible or circular), then if such a split system (or associated data) is taken as input, the same split system should result. For example, if a compatible/circular weighted split system corresponding to a phylogenetic tree/outer-labeled planar network is taken as input to Neighbor-Joining/NeighborNet, then it can be shown that the split system will be reproduced (Atteson 1999; ).
By construction, FlatNJ always generates a flat split system Σ on X with the following special recursive property: Σ contains at least one pair of taxa that are neighbors, and if any pair of neighbors in Σ is agglomerated then a new flat split system results that has at least one pair of neighbors and that has the same property. We call such flat split systems neighborly (note that there are flat split systems that are not neighborly). If (Σ, ω) is a weighted flat split system, and FlatNJ is given (F, λ (Σ,ω) ) as input system of 4-splits, then it can be shown that it will reproduce (Σ, ω) if any of the following hold: (a) Σ is compatible, (b) Σ is circular, or (c) (Σ, ω) is a neighborly, full flat split system. Note that both of the scoring functions σ min and σ max are necessary to achieve consistency of FlatNJ in (a)-(c). In particular, when used on its own, the scoring function σ min can fail to select neighbors even in circular split systems. Similarly, even though σ max will always select neighbors in circular split systems, used alone it can fail to select neighbors in neighborly flat split systems (see supplementary material for more details).
In general, although we have found that there are many non-full, neighborly flat split systems for which FlatNJ is consistent, there are also such split systems that FlatNJ cannot reproduce. Ideally, we would like to give a complete and concise description of those flat split systems for which FlatNJ is consistent. However, we expect that there might not be one since such a description would probably pave the way for a polynomial time algorithm to decide whether or not an arbitrary split system is flat, a problem that we strongly suspect to be NP-complete.
Results
We now illustrate some potential uses of FlatNJ by presenting its application to data sets involving recombination, ancestral sequences and biogeographical features. In each of these cases we shall see how labeling the inside of a network can be useful for understanding the specific structure of the data.
A circulating recombinant form of HIV
The first data set involves the study of recombination in viruses, for which split networks Figure 6 we present the networks produced by
NeighborNet and FlatNJ for this data set.
It was found in de Silva et al. (2010) that CRF49 is composed of the known subtypes A (23% of total sequence length), C (18%), J (48%), K (5%) and, in addition, also contains a region (6%) that could not be assigned to any of the known subtypes. This composition is reflected by the fact that both the NeighborNet and FlatNJ networks contain the splits S J = {CRF49 , J}|Sub − {J} and S C = {CRF49 , C}|Sub − {C} (the split decomposition network, included in the supplementary material, only contains the split S J ). Moreover, the weight assigned to these splits in both networks is quite similar to the relative contribution of subtypes J and C to CRF49.
Note that the FlatNJ network also contains the split S A,G = {CRF49 , A, G}|Sub − {A, G}, which indicates that subtypes A and/or G could have contributed to CRF49. According to de Silva et al. (2010) , subtype A contributed to CRF49, but this cannot be easily deduced from the NeighborNet network. In fact, it is impossible to display the three splits S J , S C and S A,G together in any outer-labeled split network. Hence, the FlatNJ network provides a more complete visualization of the composition of CRF49 inferred in de Silva et al. (2010) .
FlatNJ provides the option to produce a network that is not a tree or an outer-labeled network.
Thus, FlatNJ offers an excellent opportunity for exploratory data analysis (Morrison 2010) .
To illustrate some of FlatNJ's potential uses, we applied it to three data sets. In the analysis of recombination the added value of having labels inside the network is mainly the flexibility gained by representing collections of splits that cannot be displayed with outer-labeled networks. We also saw that ancestral sequences can be naturally placed by FlatNJ in the interior of the network, which not only helps avoid unnecessary distortion in the representation, but might potentially help to identify candidate ancestral sequences in situations where these are not known.
In the last data set geographic considerations were of interest and we demonstrated that FlatNJ could also be useful for analyzing and visualizing such data. As a further potential application, it
should also be noted that the taxon selection problem described in Minh et al. (2009) can be solved efficiently for the weighted split systems produced by FlatNJ (using, e.g., the algorithm presented in Spillner et al. (2008) ).
Even though we have found that FlatNJ is able to visualize more information than NeighborNet this can come at a price: To avoid distortion FlatNJ sometimes uses more pairs of incompatible splits to represent the data than NeighborNet (see, e.g., the networks N5 and N8 in Fig. 1 ). Moreover, we have found that producing a suitable layout of the labels of interior vertices can be quite challenging, especially for data where large groups of taxa label the inside of the network (see, e.g., Fig. 9 ). Developing alternative ways to draw the network that address this would be desirable. More generally, although having a planar network can be useful for interpreting data, as noted in Bryant and Moulton (2004) , some data sets are intrinsically better
represented by "high-dimensional", non-planar networks such as the ones that can be generated using split decomposition. It is therefore still an interesting challenge to develop methods to help effectively construct and visualize such networks.
As with some other quartet-based methods (such as QNet), the applicability of FlatNJ can be somewhat limited by the fact that its input consists of a system of 4-splits, whose size grows with a polynomial of degree 4 in the number of taxa. In particular, compared with NeighborNet, the split construction phase in FlatNJ and QNet is one order of magnitude slower (O(n 3 ) vs. O(n 4 ) for n taxa). Even so, in practice we have found that data sets with up to 100 taxa can usually be processed within a few minutes using the current implementation. Using 4-splits also has consequences for memory usage. As with QNet, with careful manipulation of matrices, FlatNJ is implemented using O(n 4 ) memory.
A subtle point, that is tightly linked with generating split networks, is the interpretation of the weights assigned to their edges (see, e.g., Levy and Pachter 2011) . If we use estimates of pairwise evolutionary distances, for example, then these distances are decomposed according to the type of split system (e.g., circular or flat) underlying the network, just like the edges in a tree decompose the distance between two leaves into a sum of branch lengths. In a similar way, the weights in a quartet or, more generally, a 4-split are decomposed when such input data are used.
We designed FlatNJ to be adaptable and modular: For example, the statistical geometry method for estimating the 4-split weights presented above could be replaced by any alternative approach (e.g., likelihood-based as in the Tree-Puzzle method by Schmidt et al. 2002) . Moreover, using extensions of probabilistic models from trees to split networks such as those proposed in Bryant (2005) , the whole agglomerative approach could, in principle, be replaced by a procedure that estimates a flat split system, including the weights, using a Bayesian or maximum likelihood approach. How this could be done in a practically useful way remains a challenging direction for future research.
In conclusion, FlatNJ is a flexible new method to analyze and visualize data. It should provide a useful complementary approach to methods such as split decomposition, NeighborNet and QNet, and could also be used as the basis for developing new methods to better understand data sets involving specific considerations such as ancestral sequences and biogeographical information.
Supplementary material
An online-only appendix can be found in the Dryad data repository (doi:10.5061/dryad.q80f6).
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