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“The Semantic Web is not a separate Web but
an extension of the current one, that any piece of
information is given well-defined meaning, bet-
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palavras-chave Web Semaˆntica, RDF, TDB, SPARQL, tripletos, DBpedia.
resumo Web Semaˆntica e´ um conceito que permite chegar ao conhecimento ao inve´s
da informac¸a˜o atrave´s da rede.
Atrave´s da Web Semaˆntica e´ poss´ıvel de uma forma mais intuitiva agrupar
conteu´dos. No cena´rio televisivo, e´ poss´ıvel agrupar todos os conteu´dos, cri-
ando me´todos (ou formas) de recomendac¸a˜o para o telespectador. Embora
algumas ferramentas semaˆnticas ainda na˜o se encontrem suficientemente
maduras, dificultando a confianc¸a nestes servic¸os, este trabalho tentou uti-
lizar os conceitos da web semaˆntica para fazer recomendac¸o˜es em servic¸os
IPTV com o MEO.

keyword Semantic Web, RDF, TDB, SPARQL, triple, DBpedia.
abstract Semantic Web is a concept that lets you get to knowledge instead of infor-
mation through the network.
Through the Semantic Web is possible to aggregate all contens in a more
intuitive way. On television scenario, is possible group all contents, crea-
ting methods (or forms) of recommendation to the viewer. Although some
semantic tools are not yet mature enough, making it difficult to trust on
these services, this study attempted to use the concepts of the semantic
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Atualmente, o ser humano cada vez mais se encontra dependente da Internet. Quer
seja por motivos profissionais ou apenas lu´dicos, va˜o surgindo os mais diversos dispositivos
eletro´nicos que permitem ao homem conectar-se a` Web e nela introduzir ou adquirir diversos
dados. Deste modo, com facilidade se mistura informac¸a˜o u´til e verdadeira com informac¸a˜o
fu´til e falsa.
Sendo assim, torna-se necessa´rio que a Web atual evolua e se apresente mais inteligente.
Com a Web Semaˆntica e´ poss´ıvel a interligac¸a˜o de conteu´dos, conseguindo atribuir-lhes um
significado para que sejam percet´ıveis tanto pelo ser humano como pelo computador. Assim,
permite-se que um computador seja capaz de visualizar o mundo tal com o ser humano,
conseguindo, deste modo, verificar e validar a veracidade da informac¸a˜o.
1.1 Motivac¸a˜o
A Web atual apresenta informac¸a˜o usando linguagem natural, gra´ficos, multime´dia e
layouts, desta forma o ser humano consegue processar a informac¸a˜o encontrada deduzindo
factos atrave´s de informac¸o˜es parciais e criando associac¸o˜es mentais. A Web atual dificulta a
combinac¸a˜o de dados, pois o computador na˜o e´ auto suficiente para poder utilizar informac¸o˜es
parciais, interpretar imagens, perceber labels ou combinar diferentes hierarquias em eXten-
sible Markup Language (XML). Por exemplo, uma ageˆncia de viagens necessita de pesquisar
em va´rios sites de hote´is para obter todos os dados que necessita. Devido a` grande variedade
de informac¸a˜o encontrada na Web, uma u´nica pesquisa na˜o garante que o resultado encon-
trado seja fidedigno. E´ sempre necessa´rio pesquisar em variados fornecedores de informac¸a˜o
para se garantir que esta seja verdadeira e correta. Desta forma, a introduc¸a˜o de tecnologias
semaˆnticas tornara´ a Web mais veloz, sofisticada e usa´vel.
O seguinte exemplo reflete a importaˆncia da semaˆntica na Web. Ambas as frases esta˜o na
forma “sujeito-verbo-objecto” uma das poss´ıveis formas gramaticais:
1. David gosta de ca˜es.
2. Ca˜es assustam a Filipa.
Ambas as frases representam fragmentos de informac¸a˜o. Atrave´s destas duas frases
consegue-se retirar que ”David”e ”Filipa”sa˜o pessoas, que ”ca˜o”e´ um animal e as palavras
“gosta” e “assustam” transmitem a relac¸a˜o entre a pessoa e o animal. Uma vez compreendido
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o sentido do verbo gostar e assustar, bem como o significado da palavra ca˜o, as duas frases
anteriores tornam-se claras, podendo desta forma, inferir novas ideias e conceitos. Grac¸as a`
junc¸a˜o de todo este conhecimento adquire-se uma percec¸a˜o e uma compreensa˜o do mundo.
Com a futura Web, a Web 3[1], sera´ fa´cil perceber qual o significado de todas as palavras
porque todas as palavras sera˜o objetos com informac¸a˜o associada. O primeiro passo para
esta ideia se tornar realidade consiste em comec¸ar por criar pequenas fontes de informac¸a˜o
com conteu´do semaˆntico. Na verdade o crescimento da Web 3 sera´ ideˆntico ao crescimento da
Internet. No inicio ira˜o existir pequenas fontes de dados mais centralizadas num determinado
tipo de informac¸a˜o, para posteriormente se tornar global como a Internet o e´ nos dias de hoje.
O potencial da semaˆntica encontrar-se-a´ nas tecnologias usadas no dia a dia. Por exemplo,
a televisa˜o atualmente fornece informac¸a˜o sobre os programas atrave´s do Electronic Program-
ming Guide (EPG) do Servic¸o de Apontadores Portugueses Online (SAPO) (no caso da Meo).
Se os dados do EPG fossem provenientes de uma base de dados semaˆntica encontrar-se-ia
mais conteu´do. Por exemplo, com a semaˆntica facilmente se encontram os filmes em que um
determinado ator participa, isto porque, os filmes bem com o ator sa˜o vistos como objetos
que se interligam entre si. Por sua vez, esse ator encontra-se ligado a outros filmes em que
participou. Deste modo, sera´ poss´ıvel procurar todos os filmes no EPG onde esse ator parti-
cipou. Nesta situac¸a˜o, o zapping poderia ser feito de um modo bastante diferente dos dias de
hoje, como tambe´m seria poss´ıvel recomendar o conteu´do mais acertado para um determinado
perfil de um utilizador. Para se obter este perfil caracterizador do utilizador sera´ necessa´rio
ter em considerac¸a˜o os formatos e ge´neros preferidos, a durac¸a˜o habitual dos conteu´dos que
o utilizador costuma assistir, bem como os realizadores e os atores recorrentes nos diversos
conteu´dos. Desta forma, sera´ poss´ıvel a modelac¸a˜o do perfil do utilizador e criar um motor
de recomendac¸a˜o de conteu´do.
Uma base de dados semaˆntica e´ o ideal para um sistema deste cariz porque para ale´m
de conter toda a informac¸a˜o correspondente aos objetos armazenados de uma forma bem
estruturada e detalhada, tambe´m, os objetos se encontram ligados entre si. A ligac¸a˜o entre
objetos conte´m uma propriedade associada que elucida qual a relac¸a˜o entre eles. Com esta rede
facilmente se encontram conteu´dos semelhantes, tornando desta forma mais fa´cil encontrar
futuras recomendac¸o˜es.
Este projeto encontra-se enquadrado com va´rios projetos pertencentes a empresas como a
Maisis, Portugal Telecom e com alguns projetos de alunos da FEUP. No global constituira´ uma
nova funcionalidade para o interface da Meo, procurando desenvolver atrave´s de tecnologia
semaˆntica um ambiente mais agrada´vel para um telespectador.
1.2 Objetivos
Este projeto tem como objetivo o estudo, concec¸a˜o e teste de uma ferramenta que permita
a integrac¸a˜o de dados semaˆnticos no EPG do SAPO. O objetivo geral do projeto consiste
em realizar uma ferramenta que torne os conteu´dos televisivos mais pessoais. Atrave´s do
conhecimento dos gostos, prefereˆncias e ha´bitos do utilizador sera´ poss´ıvel filtrar e selecionar
autenticamente os conteu´dos televisivos. Com este sistema de recomendac¸a˜o, o utilizador tera´
uma experieˆncia melhorada facilitando o processo de selec¸a˜o de conteu´do. Para existir uma
recomendac¸a˜o inteligente e´ necessa´rio o conhecimento de todo o conteu´do existente. Deste
modo, pretende-se criar uma triplestore (base de dados em formato de tripletos) que contenha
o conhecimento cinematogra´fico existente nos canais televisivos.
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Todos estes conhecimentos para ale´m de conterem toda a informac¸a˜o correspondente sa˜o
classificados com uma taxonomia pre´-definida, proporcionando uma melhor interligac¸a˜o com
projetos externos a este. Desta forma, os sistemas que utilizam a mesma base de dados
conseguira˜o facilmente perceber o significado do conteu´do encontrado.
1.3 Metodologia
Este projeto foi sofrendo alterac¸o˜es ao longo do tempo, no entanto, nunca perdeu o mote
inicial: a utilizac¸a˜o de informac¸a˜o semaˆntica. Numa fase inicial do trabalho, o objetivo
passava na˜o pela agregac¸a˜o de conteu´dos televisivos, mas sim noticiosos. Esta informac¸a˜o
seria agregada a partir de fontes consideradas fidedignas no Twitter. Estas fontes conteˆm
tweets num formato ideˆntico, podendo assim, ser analisados, obtendo o conteu´do semaˆntico
associado.
No entanto, rapidamente se constatou a inviabilidade da soluc¸a˜o. Ale´m disso, os requisitos
do projeto em que esta dissertac¸a˜o se inseriu tambe´m foram alterados, sendo enta˜o dado eˆnfase
aos conteu´dos cinematogra´ficos.
Assim, para cumprir os objetivos do trabalho, sera˜o abordadas experieˆncias de utilizac¸a˜o
de dados Resource Description Framework (RDF) e de junc¸a˜o de informac¸a˜o de va´rias fontes.
1.4 Estrutura
Este documento encontra-se dividido em cinco cap´ıtulos. No cap´ıtulo 2 consta o estudo do
contexto em que o projeto se insere, analisando algumas tecnologias ja´ existentes. E´ tambe´m
realizado um exame cuidado das soluc¸o˜es tecnolo´gicas existentes, encontrando a arquitetura
que, no ponto de vista do autor, melhor se adapta aos requisitos encontrados. O mesmo e´
feito para as linguagens de programac¸a˜o mais adequadas para o desenvolvimento do projeto.
No cap´ıtulo 3 e´ apresentada a arquitetura proposta para o sistema e o seu funcionamento
geral. Sa˜o ainda justificadas algumas das opc¸o˜es tomadas.
No cap´ıtulo 4 e´ abordado o funcionamento do sistema de um ponto de vista mais te´cnico.
Sa˜o, tambe´m, mencionados alguns problemas que foram surgindo na elaborac¸a˜o do projeto.
Finalmente, no cap´ıtulo 5 e´ efetuado um balanc¸o geral sobre os conceitos abordados e






2.1 A Web Semaˆntica
Com a Web Semaˆntica sera´ poss´ıvel atrave´s da estruturac¸a˜o e conjuntos de regras de
infereˆncia obter informac¸o˜es deduzidas de uma forma automa´tica. Contudo, ao contra´rio da
Web atual, o conteu´do da Web Semaˆntica na˜o sera´ processado apenas por humanos, mas
tambe´m por ma´quinas1. A arquitetura da Web Semaˆntica e´ definida como ilustrado pela
figura 2.1 [1]. Nesta arquitetura verifica-se que a camada superior estende as funcionalidades
das camadas inferiores.
Figura 2.1: W3C semantic web technology stack[1]
A Web Semaˆntica permitira´ uma evoluc¸a˜o da Web atual para a futura Web 3[1]. Na
Web 3 procura-se que as informac¸o˜es estejam de tal forma organizadas, que permitam um
processamento mais inteligente. Esta informac¸a˜o e´ encontrada de uma forma mais ra´pida e
eficaz, facilitando a comunicac¸a˜o entre dispositivos heteroge´neos.
1The Semantic Web of Data Tim Berners-Lee: http://www.youtube.com/watch?v=HeUrEh-nqtU
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2.2 Resource Description Framework (RDF)
RDF e´ uma linguagem standard para expressar modelos de dados usando declarac¸o˜es ex-
pressas em tripletos. Deste modo, e´ poss´ıvel a partilha desses dados entre pessoas e ma´quinas.
RDF e´ recomendado pela W3C2, o que leva a que haja uma vasta colec¸a˜o de ferramentas e
servic¸os que o utilizam(algumas nomeadas posteriormente). Atrave´s do RDF sa˜o criadas re-
gras que originam modelos mais precisos e robustos reduzindo assim a ambiguidade. Uma
grande raza˜o para essa ambiguidade ser reduzida e´ o facto de RDF usar Uniform Resource Iden-
tifier (URI). URIs sa˜o chaves u´nicas que identificam um determinado recurso. Imaginando
um recurso como um no´ inserido num grafo, e´ necessa´rio que esse no´ contenha uma chave
u´nica que o identifique de modo a criarem-se tripletos com relac¸o˜es consistentes.
A construc¸a˜o de um URI consiste na definic¸a˜o do me´todo (tal como ”http”, ”ftp”,
”mailto”, ”crid”ou ”file”), seguido de dois pontos e informac¸a˜o espec´ıfica a ser processada





Exemplo 2.1: Exemplos de URIs Absolutas
E´ importante observar que o URIs na˜o sa˜o URLs, embora cada URL seja um URI. Na
pra´tica, isso significa que na˜o se deve assumir que quando se acede a um URI atrave´s da
Internet se obtenha informac¸a˜o, apesar de ser boa pra´tica a sua utilizac¸a˜o.
Normalmente para criar um URI e´ indicado o pro´prio nome do recurso. Por exemplo, no
DBpedia os URIs respetivos a filmes, e´ abrangido o nome do pro´prio filme. Mas por vezes,
verifica-se a existeˆncia de va´rios com o mesmo nome, sendo que, o URI correspondente a
um filme e´ maioritariamente identificado pelo nome do mesmo. Existe uma convenc¸a˜o para
evitar a ambiguidade de diferentes recursos com o mesmo nome [1, 2, 3]. Por exemplo, o
URI http://dbpedia.org/resource/Titanic (1997 film) pertence ao filme Titanic, realizado no
ano 1997. No DBpedia encontram-se mais dois Titanic’s, um realizado em 1953 e outro que
e´ uma se´rie. Ambos os URIs conteˆm o nome Titanic mas para serem diferenciados, num
foi introduzido o ano (http//dbpedia.org/resource/Titanic (1953 film)) e no outro foi escrito
explicitamente que e´ uma mini se´rie (http//dbpedia.org/resource/Titanic (TV miniseries)).
Os dados para poderem ter algum conteu´do semaˆntico teˆm de ser guardados na forma de
tripleto, isto e´, na forma de recurso-predicado-objecto, em que todos eles sa˜o identificados
por um URI correspondente. O tripleto e´ o formato mais usual, embora existam outros
recursos como, por exemplo, o quadruple, sujeito-predicado-objeto-contexto. Os tripletos
sa˜o armazenados numa triplestore que e´ semelhante a uma base de dados relacional. O
armazenamento e a recuperac¸a˜o de dados e´ feito atrave´s de linguagens query. Para a troca
entre aplicac¸o˜es destes tripletos e´ normalmente usado o formato RDF.
Os URIs podem referenciar qualquer “coisa” quer seja um recurso ou um objeto; estes




• indiv´ıduos, e.g., Jose´ Saramago, identificado por http://www.w3.org/People/JS/contact
#me
• tipos de objetos, e.g., Person, identificado por http://www.w3.org/2000/10/swap/pim/
contact#Person
• propriedades de objetos, e.g., mailbox, identificado por http://www.w3.org/2000/10/
swap/pim/contact#mailbox
• valores das propriedades, e.g. mailto:em@w3.org, identificado por
http://www.example.org/staffem/85741
Um documento RDF pode tambe´m incluir literais. Estes literais traduzem-se em conteu´-
dos litera´rios, na˜o representam um objeto, mas sim nomes, datas ou outra informac¸a˜o sobre
um recurso em questa˜o. Em RDF todos os literais podem ter o tipo ou a linguagem associada.
O tipo e´ representado por um URI, por exemplo, no tipo inteiro e´ http://www.w3.org/2001/
XMLSchema#int ou xsd:int, para o caso da linguagem e´ usado International Organization for
Standardization (ISO) 630 para especificar a l´ıngua, por exemplo pt para Portugueˆs, en para
Ingleˆs e ja para Japoneˆs.
Para ale´m de literais e de URIs tambe´m existem blank nodes. Os blank nodes sa˜o usados
quando na˜o ha´ um identificador u´nico do recurso em questa˜o. Sendo assim, o blank node
pode servir de agregador de identificadores. No caso de existir uma grande quantidade de no´s
associada a um recurso, e se for poss´ıvel deduzir que certos no´s se correlacionam de modo
a poder agrupa´-los, pode ser criado um novo no´, um blank node. Assim, os no´s agrupados
ficam ligados a um blank node que por sua vez se liga ao recurso. Atrave´s dos blank nodes
consegue-se obter um grafo mais leg´ıvel[1, 3].
RDF usa va´rios formatos de serializac¸a˜o, existindo inu´meras bibliotecas que ja´ lidam com
essa complexidade, por exemplo Jena da Apache (descrito na secc¸a˜o 2.8.5). Estes formatos
sa˜o essencialmente quatro: N-Triples, N3, RDF/XML e RDFa.
2.2.1 N-Triples
Este formato tem a particularidade de ser o formato mais simples em anotac¸o˜es. Apesar
da sua simplicidade, e´ detalhado; cada linha neste formato representa uma u´nica instruc¸a˜o,
contendo apenas o sujeito, predicado e o objeto, finalizando com um ponto. O sujeito e o
objeto podem ser representados como ano´nimos, para isso, utiliza-se um underscore, dois
pontos e um nome alfanume´rico. Por exemplo :Nome em que ”Nome”e´ o nome atribu´ıdo ao
objeto/sujeito (exemplo 2.2).
<http :// k iw i tobe s . com/toby . rd f#ts> <http :// xmlns . com/ f o a f /0 .1/ homepage>
<http :// k iw i tobe s . com/>.
<http :// k iw i tobe s . com/toby . rd f#ts> <http :// xmlns . com/ f o a f /0 .1/ nick> ” k iw i tobe s
” .
<http :// k iw i tobe s . com/toby . rd f#ts> <http :// xmlns . com/ f o a f /0 .1/name> ”Toby
Segaran ” .
<http :// k iw i tobe s . com/toby . rd f#ts> <http :// xmlns . com/ f o a f /0 .1/mbox>
<mai l to : toby@segaran . com>.
<http :// k iw i tobe s . com/toby . rd f#ts> <http :// xmlns . com/ f o a f /0 .1/ i n t e r e s t>
<http :// semprog . com>.
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<http :// k iw i tobe s . com/toby . rd f#ts> <http ://www. w3 . org /1999/02/22− rdf−syntax−ns#
type>
<http :// xmlns . com/ f o a f /0 .1/ Person>.
<http :// k iw i tobe s . com/toby . rd f#ts> <http :// xmlns . com/ f o a f /0 .1/ knows> : jamie .
<http :// k iw i tobe s . com/toby . rd f#ts> <http :// xmlns . com/ f o a f /0 .1/ knows>
<http :// semprog . com/ people / co l i n >.
: jamie <http :// xmlns . com/ f o a f /0 .1/name> ”Jamie Taylor ” .
: jamie <http :// xmlns . com/ f o a f /0 .1/mbox> <mai l to : jamie@semprog . com>.
: jamie <http ://www. w3 . org /1999/02/22− rdf−syntax−ns#type>
<http :// xmlns . com/ f o a f /0 .1/ Person>.
<http :// semprog . com/ people / co l i n> <http :// xmlns . com/ f o a f /0 .1/name> ” Col in Evans
” .
<http :// semprog . com/ people / co l i n> <http :// xmlns . com/ f o a f /0 .1/mbox>
<mai l to : col in@semprog . com>.
<http :// semprog . com/ people / co l i n> <http ://www. w3 . org /1999/02/22− rdf−syntax−ns#
type>
<http :// xmlns . com/ f o a f /0 .1/ Person>.
<http :// semprog . com> <http ://www. w3 . org /2000/01/ rdf−schema#labe l>
” Semantic Programming ” .
<http :// semprog . com> <http ://www. w3 . org /1999/02/22− rdf−syntax−ns#type>
<http :// xmlns . com/ f o a f /0 .1/ Document>.
Exemplo 2.2: Formato N-Triples
2.2.2 N3
Os N-triples sa˜o concetualmente muito simples, mas apresentam uma grande repetic¸a˜o.
Deste modo, as informac¸o˜es redundantes levam mais tempo para a transmissa˜o e ana´lise.
O formato N3 condensa muita da repetic¸a˜o que surge no formato N-Triple, pela adic¸a˜o de
algumas estruturas. Num grafo RDF cada conexa˜o entre no´s representa um tripleto. Uma
vez que um no´ pode participar em inu´meras relac¸o˜es, N3 reduz o nu´mero de repetic¸o˜es
reconhecendo os URIs utilizados com frequeˆncia. Da mesma maneira que XML fornece um
mecanismo de espac¸os para nomes, tornando-se nomes qualificados (qnames); N3 permite
definir um prefixo identificando uma entidade um URI relativo a um conjunto de prefixos
declarados no in´ıcio do documento. Como por exemplo:
@PREFIX dbp : http :// dbpedia . org / r e sou r c e /
Exemplo 2.3: Declarac¸a˜o de um prefixo.
Com esta instruc¸a˜o no in´ıcio do documento sempre que for necessa´rio o uso do URI
http://dbpedia.org/resource/Name, por exemplo, basta agora usar dbp:Name.
Este formato tambe´m introduz o ponto e v´ırgula como substituto do sujeito anterior.
Desta forma e´ reduzido muita da repetic¸a˜o como e´ encontrado no formato N-triple. Um
exemplo da substituic¸a˜o do sujeito e´ demonstrado no exemplo seguinte:
dbp : T i t a n i c %25281997 f i l m %2529 rd f : type http :// dbpedia . org / onto logy /Film ;
f o a f : name ” Ti tan i c ”@en .
Exemplo 2.4: Desta forma na˜o foi necessa´rio repetir o sujeito.
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Os blank nodes tambe´m sa˜o representados de uma forma melhorada. N3 na˜o necessita
de um nome conhecido para os blank nodes, apenas e´ necessa´rio usar pareˆntesis retos. Desta
forma, tudo o que se encontra dentro destes pareˆntesis corresponde aos blank nodes (exemplo
2.5).
@pref ix f o a f : <http :// xmlns . com/ f o a f /0.1/> .
@pre f ix rd f : <http ://www. w3 . org /1999/02/22− rdf−syntax−ns#>.
@pre f ix r d f s : <http ://www. w3 . org /2000/01/ rdf−schema#>.
@pre f ix semperp : <http :// semprog . com/ people />.
@pre f ix tobes : <http :// k iw i tobe s . com/toby . rd f#>.
tobes : t s a f o a f : Person ;
f o a f : homepage <http :// k iw i tobe s . com/>;
f o a f : i n t e r e s t <http :// semprog . com>;
f o a f : knows semperp : co l i n ,
[ a f o a f : Person ;
f o a f : mbox <mai l to : jamie@semprog . com>;
f o a f : name ”Jamie Taylor ” ] ;
f o a f : mbox <mai l to : toby@segaran . com>;
f o a f : name ”Toby Segaran ” ;
f o a f : n ick ” k iw i tobe s ” .
<http :// semprog . com> a f o a f : Document ;
r d f s : l a b e l ” Semantic Programming ” .
semperp : c o l i n a f o a f : Person ;
f o a f : mbox <mai l to : col in@semprog . com>;
f o a f : name ” Col in Evans ” .
Exemplo 2.5: Formato N3
2.2.3 RDF/XML
Este formato foi a primeira recomendac¸a˜o do W3C para modelos RDF. Por conseguinte,
o formato RDF/XML e´ vulgarmente conhecido apenas por RDF. Este formato e´ de leitura
complexa porque inicialmente foi criado para pequenas descric¸o˜es e na˜o para grafos extensos
(como hoje em dia existem)[2, 3].
RDF/XML mante´m todas as regras do formato XML, todos os namespaces sa˜o definidos
no in´ıcio do documento. (exemplo 2.6)
<rd f :RDF
xmlns : f o a f =’http :// xmlns . com/ f o a f /0 .1/ ’
xmlns : rd f =’http ://www. w3 . org /1999/02/22− rdf−syntax−ns#’
xmlns : r d f s =’http ://www. w3 . org /2000/01/ rdf−schema#’>
< f o a f : Person rd f : about=”http :// k iw i tobe s . com/toby . rd f#t s”>
< f o a f : name>Toby Segaran</ f o a f : name>
< f o a f : homepage rd f : r e s ou r c e=”http :// k iw i tobe s . com/”/>
< f o a f : nick>kiwitobes</ f o a f : nick>
< f o a f : mbox rd f : r e s ou r c e=”mai l to : toby@segaran . com”/>
< f o a f : i n t e r e s t>
< f o a f : Document rd f : about=”http :// semprog . com”>´ı p r i n cp i o
<r d f s : l abe l>Semantic Programming</r d f s : l abe l>
</ f o a f : Document>
</ f o a f : i n t e r e s t>
< f o a f : knows>
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< f o a f : Person rd f : about=”http :// semprog . com/ people / c o l i n”>
< f o a f : name>Col in Evans</ f o a f : name>
< f o a f : mbox rd f : r e s ou r c e=”mai l to : col in@semprog . com”/>
</ f o a f : Person>
</ f o a f : knows>
< f o a f : knows>
< f o a f : Person>
< f o a f : name>Jamie Taylor</ f o a f : name>
< f o a f : mbox rd f : r e s ou r c e=”mai l to : jamie@semprog . com”/>
</ f o a f : Person>
</ f o a f : knows>
</ f o a f : Person> </rd f :RDF>
Exemplo 2.6: Formato RDF/XML
2.2.4 RDFa
RDFa na˜o e´ um formato de serializac¸a˜o puro para RDF, mas sim um modo de anotar as
pa´ginas da Web em formato eXtensible HyperText Markup Language (XHTML) com dados RDF.
RDFa tem como princ´ıpio a necessidade de publicar o conteu´do uma u´nica vez, misturando o
conteu´do visualmente leg´ıvel com o leg´ıvel e interpreta´vel por ma´quinas. Esta e´ uma filosofia
similar ao de microformatos, mais simples, com uma abordagem mais ad hoc para adicionar
anotac¸o˜es semaˆnticas ricas em conteu´do XHTML. RDFa usa um pequeno conjunto de atri-
butos XML que sa˜o adicionados a marcas existentes do conteu´do XHTML para especificar a
semaˆntica contida na informac¸a˜o que e´ apresentada. Esses atributos esclarecem o significado
semaˆntico de conteu´do existente de XHTML[2, 3].
2.3 Friend of a friend (FOAF)
FOAF significa Friend Of A Friend (FOAF). O objetivo deste projeto e´ criar uma Web em
que as pessoas de uma forma ontolo´gica sa˜o descritas, assim como as suas atividades e as
suas relac¸o˜es. Esta ferramenta pode ser comparada com o Facebook, visto que o princ´ıpio e´
o mesmo. FOAF permite que grupos de pessoas sejam capazes de criar uma rede social sem
ser necessa´rio uma base de dados central.
2.4 Web Ontology Language (OWL)
Web Ontology Language (OWL) e´ uma recomendac¸a˜o do W3C e consiste numa linguagem
para definir e instanciar ontologias na Web. A OWL consegue transmitir tudo o que uma
ontologia consegue descrever. Uma ontologia OWL pode conter descric¸o˜es de classes, as suas
respetivas propriedades e os seus relacionamentos.
Uma ontologia define formalmente os termos usados para descrever e representar uma
a´rea de conhecimento. Numa ontologia, os termos sa˜o agrupados como classes semaˆnticas (ou
conceitos) e e´ definido um grupo de indiv´ıduos (instaˆncias) com propriedades semelhantes.
As ontologias incluem definic¸o˜es, conceitos e relacionamentos, devendo permitir a partilha e
reutilizac¸a˜o do conhecimento[2, 4, 5].
Os recursos sa˜o definidos entre si de acordo com um grafo. Essa estrutura permite a
automac¸a˜o e manipulac¸a˜o dos dados. A ontologia e´ semelhante a um diciona´rio de sino´nimos,
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tendo uma u´nica diferenc¸a, o diciona´rio de sino´nimos conecta conceitos entre eles de acordo
com relac¸o˜es espec´ıficas: sino´nimo, homo´nimo, hierarquia, termo associado; a ontologia adici-
ona regras e ferramentas de comparac¸a˜o sobre e entre os termos, grupos de termos e relac¸o˜es:
equivaleˆncia, simetria, pelo contra´rio, cardinalidade, transitividade, etc..[6, 7, 8]
Em termos comparativos, o RDF e´ mais limitado para fazer uma lo´gica de racioc´ınio do
que uma ontologia, uma vez que e´ complexo navegar na natureza das relac¸o˜es (por exemplo,
nas propriedades inversas)[4, 5].
A OWL foi pensado para o uso de ma´quina-ma´quina, tentando oferecer o ma´ximo de
autonomia. OWL e´ uma pec¸a fundamental na Web Semaˆntica. OWL tem treˆs sub-linguagens:
• OWLLite, criada essencialmente para utilizadores que necessitam de uma classificac¸a˜o
hiera´rquica e restric¸o˜es simples. OWL lite tem a menor complexidade formal.
• OWLDL, criada para utilizadores que desejam a ma´xima expressividade. Esta sub-
linguagem inclui todas as construc¸o˜es da linguagem OWL, mas somente podem ser
usadas com algumas restric¸o˜es.
• OWLFull, criada para utilizadores que desejam a ma´xima liberdade e expressividade
sinta´tica do RDF. Este tipo de linguagem torna-se impratica´vel no aˆmbito computaci-
onal. [2, 9, 10].
2.5 Interoperabilidade de Ontologias
Em muitas situac¸o˜es existem fontes distintas de informac¸a˜o, cada uma com a sua onto-
logia para representar a mesma ideia. No caso de existirem duas ontologias distintas, mas a
representarem a mesma ideia, e´ poss´ıvel fazer uma junc¸a˜o dessas ontologias. Existem va´rios
mecanismos para efetuar essa junc¸a˜o de ontologias, entre eles: combinac¸a˜o de ontologias e
alinhamento de ontologias [11, 7].
2.5.1 Combinac¸a˜o de ontologias
A combinac¸a˜o de ontologias procura agregar as ontologias originais, criando uma so´, com
todos os termos. Por exemplo, uma ontologia O1 sabe o que e´ um rato e outra ontologia
O2 sabe o que e´ um mamı´fero, sendo ambos os conceitos compat´ıveis. A relac¸a˜o resultante
entre estas duas ontologias combinadas numa so´, permite inferir que um rato se trata de um
mamı´fero.
2.5.2 Alinhamento de Ontologias
No alinhamento de ontologias, as ontologias originais manteˆm-se separadas, mas sa˜o adi-
cionadas ligac¸o˜es entre os seus pontos equivalentes. Deste modo, e´ poss´ıvel uma ontologia
usar informac¸a˜o da outra e vice-versa. O alinhamento de ontologias e´ normalmente usado
em ontologias complementares. Utilizando novamente o exemplo de rato - mamı´fero (referido
na secc¸a˜o anterior), para este caso o resultado seria uma ligac¸a˜o unidirecional de rato para
mamı´fero, visto que rato e´ um mamı´fero mas nem todos os mamı´feros sa˜o ratos [4, 12, 13, 14].
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2.6 Simple Protocol and RDF Query Language (SPARQL)
Acro´nimo formado por Simple Protocol and RDF Query Language (SPARQL)[15], trata-
se de uma linguagem de pesquisa em query standard para grafos RDF. SPARQL conte´m
um nu´mero de poderosas funcionalidades como, por exemplo, filtrar resultados conseguindo
construir novos grafos apenas baseados em queries. Em SPARQL existem quatro formas de
queries: SELECT, CONSTRUCT, ASK e DESCRIBE. No mı´nimo uma plataforma semaˆntica
tera´ de suportar o SELECT de SPARQL[1].
2.7 Fontes de informac¸a˜o para tecnologias semaˆnticas
2.7.1 Linked Data
Para ale´m de reposito´rios e registos, existe uma outra abordagem para distribuir o poder
das ontologias e dados relacionados. Linked data e´ um projeto que permite que todos os dados
sejam ligados entre si. Mais concretamente o objetivo do Linked data e´ permitir a criac¸a˜o de
ligac¸o˜es u´teis a fontes de dados e ontologias existentes, como e´ ilustrado na figura 2.2. Estas
ligac¸o˜es oferecem a facilidade de encontrar informac¸a˜o u´til mas desconhecida, uma vez que os
dados se encontram interligados. Bastando seguir as ligac¸o˜es podem-se facilmente encontrar
dados interessantes, o que seria imposs´ıvel numa pesquisa direta pelo facto de na˜o se ter o
seu conhecimento 3. Para isso Linked Data apresenta quatro regras fundamentais:
1. Usar URIs como nome dos objetos.
2. Usar Hypertext Transfer Protocol (HTTP) URIs para que os nomes e recursos sejam efe-
tivamente localiza´veis na Internet.
3. Ao aceder ao URI seja fornecida informac¸a˜o u´til.
4. Incluir ligac¸o˜es para outros URIs, para que seja poss´ıvel encontrar mais informac¸a˜o
associada.
Apesar destas orientac¸o˜es exprimirem ideias muito vagas, conseguem despertar interesse
entre entidades de diversas a´reas como por exemplo: Sau´de, Qu´ımica, etc..
Um grafo global deve ser constru´ıdo com a unia˜o de muitos grafos pequenos de dados
distribu´ıdos pela Internet, tal como Tim Berners Lee imaginou4. Para mostrar esse tipo de
estrutura, uma comunidade para Linking Open Data (LOD) emergiu, desenvolvendo pra´ticas re-
comendadas em torno da publicac¸a˜o de dados semaˆnticos distribu´ıdos. Enquanto RDF fornece
formas padronizadas para a serializac¸a˜o de informac¸o˜es, a comunidade de LOD desenvolveu
me´todos padra˜o para aceder RDF serializados pela Internet. Esses me´todos incluem receitas
padra˜o para descodificar URIs e/ou editores de dados com sugesto˜es sobre a preparac¸a˜o e a
implantac¸a˜o de dados na Internet. E´ igualmente importante a existeˆncia de uma comunidade
de editores necessa´rios para produzir este grafo global, como um conjunto de aplicac¸o˜es que
utilizem estas colec¸o˜es de dados semaˆnticos distribu´ıdos pela Internet5 [1, 8].
3http://www.w3.org/DesignIssues/LinkedData.html
4http://www.ted.com/talks/lang/pt-br/tim_berners_lee_on_the_next_web.html
5Liked Data Web site: http://linkeddata.org/
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Figura 2.2: LOD cloud diagram [16]
2.7.2 DBpedia
DBpedia e´ um projeto cujo objetivo consiste em extrair todo o conteu´do existente no
Wikipe´dia6, mas com a vantagem de ter uma ontologia associada, como tambe´m, todos os
seus dados interligados, sendo poss´ıvel a obtenc¸a˜o dos dados num formato RDF , ”DBpedia is
the Semantic Web mirror of Wikipe´dia”7. DBpedia tambe´m conte´m um endPoint SPARQL
para se poderem obter as informac¸o˜es atrave´s de queries. Deste modo, e´ poss´ıvel colocar
questo˜es sofisticadas sobre informac¸o˜es que se encontram na Wikipe´dia. Opcionalmente, e´
poss´ıvel obter ligac¸o˜es com outras fontes de dados (por exemplo http://www.freebase.com/ )
8.[17, 18]
Este projeto teve inicio na Universidade Livre de Berlim em parceria com a Universidade
de Leipzig e com a colaborac¸a˜o do OpenLink Software. Este projeto iniciou no ano 2007 e
a sua versa˜o esta´vel surgiu em Agosto de 2012.[19] E´ um projeto que se encontra dispon´ıvel
sob licenc¸as livres, permitindo a utilizac¸a˜o de qualquer utilizador.
Em Setembro de 2011, os dados do DBpedia descrevem mais de 3.64 milho˜es de ”coisas”,
dos quais 1.83 milho˜es sa˜o classificados numa ontologia consistente, incluindo 416 mil celebri-
dades, 526 mil lugares, 106 mil a´lbuns de mu´sica, 60.000 filmes, 17.500 jogos de v´ıdeo, 169
mil organizac¸o˜es, 183 mil espe´cies e 5.400 doenc¸as. Todos estes dados sa˜o fornecidos em 97
idiomas diferentes.[20]
6Wikipe´dia Web site: http://www.wikipedia.org
7http://live.dbpedia.org
8DBpedia Web site: http://dbpedia.org/
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Este projeto, utiliza RDF para representar a informac¸a˜o extra´ıda. Em setembro de 2011,
a base de dados do DBpedia consiste em mais de mil milho˜es de ”pec¸as”de informac¸a˜o (triplos
RDF), dos quais 385 milho˜es foram extra´ıdos da edic¸a˜o de Ingleˆs da Wikipe´dia e 665 milho˜es
foram extra´ıdas de edic¸o˜es em outros idiomas. [21]
2.7.3 LinkedMDB
LinkedMDB e´ muito semelhante ao DBpedia. Como o DBpedia conte´m o conteu´do exis-
tente no Wikipe´dia, LinkedMDB contem o conteu´do existente no IMDB9 e conte´m tambe´m
um endPoint SPARQL. 10
2.8 Frameworks para Web Semaˆnticas
A maior parte das frameworks para Web Semaˆntica sa˜o uma colec¸a˜o de ferramentas
vocacionadas para criar e manipular conhecimento guardado. Estas frameworks teˆm funda-
mentalmente treˆs componentes: storage, access e inference (figura 2.3).
Storage e´ onde se encontra o reposito´rio RDF. A componente Access e´ o responsa´vel
pelo processamento de chamadas (queries) ao reposito´rio ou Application Programming Inter-
face (API)s que fornecem e modificam informac¸a˜o. Por u´ltimo, a componente inference e´ a
responsa´vel pelo racioc´ınio efetuado sobre uma interpretac¸a˜o de uma OWL com um base de
conhecimento (knowledgebase).
Figura 2.3: Framework semaˆntica consiste normalmente em treˆs componentes fundamentais:
storage, access e inference. [1]
Basicamente, estas frameworks servem para guardar, dar acesso e inferir factos. Estes
factos podem ser considerados como expl´ıcitos ou impl´ıcitos. Os factos expl´ıcitos encontram-
se diretamente na triplestore, enquanto que os factos impl´ıcitos surgem da infereˆncia dos factos
expl´ıcitos com ontologias semaˆnticas e regras de conhecimento provenientes da triplestore[2].
9IMDB Web site: http://www.imdb.com/
10LinkedMDB Web site: http://www.linkedmdb.org/
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2.8.1 RdfLib
RdfLib[22] e´ uma framework bastante so´lida e extensiva para python. Esta framework
contem parsers e serializers para RDF/XML, N3, NTriples, Turtle, TriX and RDFa. Esta
biblioteca oferece uma interface para manipular um grafo, que pode ser armazenado atrave´s
da memo´ria, MySQL, Redland, SQLite, Sleepycat, ZODB e SQLObject.
A u´ltima versa˜o e´ RdfLib 3.011, mas a mais usada ainda e´ a versa˜o 2.412. Existe uma
grande diferenc¸a entre a 3.0 e a 2.4. A maior das diferenc¸as reside no fato de algumas das
bibliotecas existentes na versa˜o 2.4 terem sido separadas (denominado rdfextras13).
2.8.2 RdfAlchemy
O objetivo do RdfAlchemy[23] e´ permitir que qualquer pessoa ao utilizar Python tenha
acesso a uma triplestore RDF atrave´s da sua API. RdfAlchemy e´ um Object RDF Mapper
(ORM), pode tambe´m funcionar como outras framework como, por exemplo, rdflib, Sesame,
e Jena. O suporte para SPARQL esta´ presente, mas ainda se encontra num estado muito
insta´vel.
2.8.3 FuXi
O Fuxi[24] foi desenvolvido para Python. E´ um sistema lo´gico bi-direcional de racioc´ınio
para a Web Semaˆntica. Necessita da RdfLib 2.4.1 ou 2.4.2 e na˜o e´ compat´ıvel com a versa˜o
3 (esta diferenc¸a foi explicada na secc¸a˜o 2.8.1). FuXi oferece uma soluc¸a˜o completa para
representac¸a˜o de conhecimento e racioc´ınio sobre a Web Semaˆntica; e´ bastante sofisticado
e bem documentado (em parte atrave´s de va´rios artigos acade´micos). A desvantagem e´ a
acentuada curva de aprendizagem necessa´ria a` sua utilizac¸a˜o.
2.8.4 Sesame
Sesame e´ um projeto open source framework para consultar e guardar dados RDF. Foi
desenvolvido inicialmente pela empresa holandesa Aduna como um proto´tipo de investigac¸a˜o
para a Unia˜o Europeia denominado On-To-Knowledge. Atualmente, tem sido desenvolvido
como um projeto comunita´rio14. Sesame tem uma excelente interface de administrac¸a˜o in-
clu´ıda na distribuic¸a˜o principal, e´ fa´cil de instalar e tem um forte desempenho[1].
2.8.5 Apache Jena
Jena e´ uma open source framework para Java proveniente do laborato´rio da Web Semaˆntica
Hewlett-Packard’s e tambe´m de pesquisadores dos laborato´rios da HP no Reino Unido. O
seu primeiro lanc¸amento foi em 2001 e desde enta˜o tem sido amplamente utilizada. Em 2008
Jena deixou a HP, passando em 2009 a projeto incubado na Apache15.
Jena e´ ideˆntica ao Sesame ao n´ıvel das funcionalidades que oferece, no entanto, as APIs da
Jena sa˜o mais completas pois suportam OWL. Conte´m va´rias regras diferentes para reasoners,





15Jena Web site: http://incubator.apache.org/jena/
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Jena tambe´m se tem acesso a uma API RDF, sendo poss´ıvel a leitura e escrita em RDF/XML,
RDF/XML-ABBREV,N-Triples, N3 e Turtle[13, 10].
Jena conte´m todos os conceitos RDF: recurso, propriedades, literais e statements (Triple-
tos: <suj pred obj>). Deste modo, e´ poss´ıvel ter va´rios statements relacionados, obtendo
assim um modelo representativo de um grafo RDF. Ale´m destas possibilidades, Jena oferece
um leque variado de interfaces para a manipulac¸a˜o dos modelos.
Jena e´ projetado de modo a que os motores de infereˆncia possam ser ligados a modelos,
e, atrave´s disso, seja feito um racioc´ınio. Jena tem algumas ferramentas de infereˆncias, mas
mesmo assim ainda tem capacidade de automatismo muito limitado. Depois de obter um
objeto reasoner, este precisa de ser ligado a um modelo. Para isso e´ necessa´rio modificar
as especificac¸o˜es do modelo para na˜o seja somente uma adic¸a˜o do objeto ao modelo. Sendo
assim, e´ necessa´rio que as especificac¸o˜es fiquem coerentes e na˜o repetidas.[25]
Devido a sua origem como projeto de investigac¸a˜o, Jena tem uma ampla variedade de
novas bibliotecas, a maioria experimentais. A desvantagem de Jena e´ que tende a ser mais
complexa em relac¸a˜o ao Sesame, sendo necessa´rio igualmente uma curva de aprendizagem
bem mais acentuada.[1, 2].
O Jena tem uma se´rie de soluc¸o˜es de armazenamento RDF, uma delas e´ Triple Data
Base (TDB). TDB e´ um componente de Jena de armazenagem RDF e de consulta. Suporta
a gama completa de APIs de Jena. TDB pode ser usado como um armazenamento de alto
desempenho RDF numa u´nica ma´quina. Uma TDB pode ser acedida e gerida com os scripts de
linha de comando fornecidos e por meio da API de Jena[13]. Um dataset TDB e´ armazenado
num u´nico direto´rio no sistema de ficheiros. Um conjunto de dados consiste numa tabela de
no´s, Triple e Quad, ı´ndices e Tabelas de prefixos.
TDB e´ otimizado para triplestores. Tem a capacidade de armazenamento de um grande
nu´mero de tripletos, com eficieˆncia, sem requerer uma base de dados relacional adicional. Tem
um alto desempenho e escalabilidade, sendo uma base de dados dedicada a grafos RDF. Tem
a vantagem de ter uma escrita ra´pida, de ter um custo reduzido na conversa˜o do no´Id para
no´. Os no´Ids podem ser menores que as suas hashes, reduzindo o tamanho dos seus ı´ndices.
Tem tambe´m a vantagem de na˜o ser necessa´rio converter entre SPARQL e SQL. No entanto,
TDB na˜o tem nenhum mecanismo eficiente de transac¸o˜es necessitando de um espac¸o de disco
considera´vel. Uma vez que o mapa no´/no´Id pode ser muito extenso e apresentar-se apenas
como um u´nico ficheiro de indexac¸a˜o, quando ha´ uma transac¸a˜o ou por alguma raza˜o suceder-
se inesperadamente um falha na escrita o ficheiro fica corrompido. TDB na˜o tem uma forma
de fazer o rollback podendo recuperar o ficheiro, de ı´ndices, desta forma sera´ imposs´ıvel uma
nova operac¸a˜o com a triplestore. Outra desvantagem e´ a conversa˜o de URIs/literais necessitar
de muitas transac¸o˜es criando custos elevados de acessos ao disco, dependendo da quantidade
de informac¸a˜o que se pode guardar na memo´ria vola´til[26].
Em TDB existem treˆs ı´ndices compostos (a´rvore B+): Subject - Predicate - Object (SPO),
Predicate - Object - Subject (POS) e Object - Subject - Predicate (OSP). Os no´Ids sa˜o identifica-
dores de 64 bits, 8 bits servem para descrever o tipo de no´, os restante 56 bits sa˜o referentes
ao enderec¸o em disco (figura 2.4)[26, 27].
2.9 Aplicac¸o˜es que usufruem da semaˆntica
As tecnologias semaˆnticas esta˜o a comec¸ar a dar resultados e dentro destas tecnologias
ja´ comec¸a a surgir algum interesse, desde: empresas, ageˆncias governamentais, comunidade
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Figura 2.4: Arquitetura TDB
cient´ıfica, os programadores de aplicac¸o˜es (investigac¸a˜o). A sua incorporac¸a˜o e´ defendida
nos sistemas de informac¸a˜o. A raza˜o fundamental que esta´ a conduzir para este movimento
vem do sentimento bastante difundido de nos estarmos a afogar em dados e que o n´ıvel de
maturidade a que estas tecnologias esta˜o a chegar e´ suficiente para produzir resultados. Alguns
especialistas, como Richard MacManus, fundador da ReadWriteWeb16, veˆm estas tecnologias
como as maiores tendeˆncias para os pro´ximos anos17.
2.9.1 Tabulador
O tabulador e´ uma extensa˜o para os browsers. Esta extensa˜o e´ ativada quando o navegador
recebe um arquivo RDF e exibe-o de uma forma de fa´cil percec¸a˜o. Com o tabulador e´ poss´ıvel
gerar um grafo atrave´s de fontes de dados como o Linked Data. O tabulador permite a
navegac¸a˜o atrave´s do grafo de uma maneira u´til e conveniente.
Ale´m destes grafos, o tabulador pode exibir va´rios modos de visualizac¸a˜o com base em sim-
ples tabelas, mapas, calenda´rios, cronogramas e qualquer outro tipo de dados que seja poss´ıvel
criar. Sendo necessa´rio o uso extensivo do Gleaning Resource Descriptions from Dialects of
Languages18, A figura ?? ilustra a ontologia de FriendTracker atrave´s do tabulador[2, 8].
2.9.2 Verbetes SAPO
Verbetes e´ um produto do SAPO desenvolvido pelo Labs Sapo Up19. Esta tecnologia
responde a pedidos WhoIs para personalidades da vida pu´blica. A semaˆntica nesta ferra-
menta encontra-se no facto de conseguir recolher de uma forma auto´noma informac¸o˜es de








A BBC e´ talvez uma das maiores empresas que valoriza e explora o poder da semaˆntica
na Web. Uma prova disso e´ a pa´gina das not´ıcias de desporto20, alterada recentemente para
suportar a introduc¸a˜o de not´ıcias de forma automa´tica, atrave´s de um modelo relacional e
de uma framework esta´tica de publicac¸a˜o. Por outras palavras, estas not´ıcias sa˜o introdu-
zidas somente por ma´quinas, na˜o existindo nenhuma ac¸a˜o humana envolvida. Para isso, a
informac¸a˜o e´ obtida atrave´s de bases de dados de eventos desportivos que se encontram em
constante atualizac¸a˜o. Por exemplo, existiam servidores nos jogos ol´ımpicos de Londres so-
mente dedicados para esta tarefa. Estes servidores continham uma base de dados que era
atualizada com os resultados obtidos pelos atletas.
O resultado e´ uma arquitetura dinaˆmica de publicac¸a˜o denominada por Dynamic Semantic
Publishing (DSP). O site da BBC usado para a cobertura dos jogos ol´ımpicos de 201221 foi
tambe´m baseado nesta tecnologia e potenciado pela Web Semaˆntica.
O DSP usa como base a tecnologia Linked Data para automatizar as agregac¸o˜es, publicar
e redefinir os objetos inter-relacionados de acordo com uma ontologia modelada por eles
pro´prios. Deste modo, e´ obtido uma o´tima experieˆncia e um alto n´ıvel de envolvimento com
o utilizador.
A BBC desta forma consegue demonstrar o futuro de todas as pa´ginas Web, tendo num
site Web o poder de encontrar toda a informac¸a˜o num mesmo local, sem ser necessa´rio efetuar
pesquisas noutras fontes de informac¸a˜o. O sistema encarrega-se de pesquisar e apresentar a
informac¸a˜o recolhida[29].
2.9.4 Gephi
Gephi e´ uma ferramenta gratuita e open source22 que gera um grafo ou uma rede sobre
um determinado tema a` escolha do utilizador. Atrave´s da semaˆntica, Gephi vai construindo
a sua rede, sendo uma ferramenta ideal para trabalhar com conjuntos de dados complexos
porque Gephi produz um grafo com bons resultados visuais. Fornece ainda va´rias ferramentas
para a explorac¸a˜o interativa e para a interpretac¸a˜o dos grafos.[30, 31].
2.9.5 Pesquisa Google
A conhecida Google tambe´m alterou muito recentemente o seu algoritmo de pesquisa[32].
A Google sabe que atualmente e´ imposs´ıvel pesquisar somente por cadeias de caracteres, eles
pro´prios informam que ”coisas”na˜o se refletem em palavras, ”things, not strings”.
Deste modo, a Google criou um grafo de conhecimento que permite a procura de ”coi-
sas”, pessoas, lugares entre outros. Devido a` Google conter um volume muito considera´vel
de dados, basta um pequeno upgrade para pesquisas semaˆnticas serem efetuadas. Bastando
unir marcos, celebridades, cidades, equipas de desporto, edif´ıcios, caracter´ısticas geogra´ficas,
filmes, objetos celestes, obras de arte e muito mais entre eles, podendo assim obter instan-
taneamente informac¸o˜es relevantes. O grafo de conhecimento da Google na˜o esta´ apenas
enraizado em fontes pu´blicas tais como Freebase, Wikipe´dia e o CIA World Factbook. Ele
tambe´m e´ aumentado numa escala muito maior porque esta˜o focados numa ampla abrangeˆncia





mais de 3,5 mil milho˜es de factos e relac¸o˜es sobre esses diferentes objetos. Esta ferramenta e´
enriquecida com base no que as pessoas pesquisam e no que se pode encontrar na Web.
A pro´pria Google ao anunciar a sua nova forma de pesquisa nomeia treˆs grandes melhorias
que a semaˆntica oferece:
1. Encontrar o que realmente procuramos.
Procurar, por exemplo, Taj Mahal monumento ou Taj Mahal o mu´sico: A Google sabera´
qual sera´ a diferenc¸a podendo assim restringir os resultados da pesquisa. Desta forma,
a Google enriquecera´ o seu grafo de conhecimento conseguindo cada vez mais responder
de uma forma acertada.
2. Obter o melhor resumo.
Com o grafo de conhecimentos, a Google consegue compreender melhor a sua consulta.
Deste modo, tem o poder de resumir o conteu´do relevante em torno do que e´ pesquisado
e, ale´m disso, este resumo sera´ adaptado para o utilizador que fez a pesquisa. As pessoas
podem pesquisar pela mesma ”coisa”mas com objetivos diferentes. Um exemplo e´ uma
pesquisa por Jose´ Saramago: a primeira informac¸a˜o que surge sera´, por exemplo, a
sua biografia desde a data de nascimento ate´ a` data em que faleceu, quais as suas
obras, etc... Se numa pesquisa subsequente, se pesquisar por Harol Pinter, uma das
concluso˜es poss´ıveis e´ que o utilizador esta´ a pesquisar informac¸o˜es sobre laureados
com o Nobel de literatura. Assim, e´ poss´ıvel ao motor de pesquisa apresentar um
resumo mais vocacionado sobre a a´rea em questa˜o. Como a Google esta´ presente em
tantas aplicac¸o˜es, o poder de conhecimento e´ de tal forma grande ao ponto de ter muita
informac¸a˜o pessoal, facilmente a ferramenta de pesquisa deles se adaptara´ ao que se
procura.
3. Pesquisar informac¸a˜o de modo mais profundo e amplo.
Conhecimentos inesperados e u´teis podem encontrar-se pelo facto dos dados se encon-
trarem relacionados. Uma pesquisa na Web tera´ resultados sobre o assunto que se
procura, como tambe´m informac¸a˜o adicional relacionada como o mesmo. Esse conteu´do
relacionado pode ser completamente desconhecido. Sendo assim, e´ poss´ıvel a pesquisa
de conteu´dos desconhecidos de uma forma muito simples, bastando apenas encontrar
relac¸o˜es. Imaginando que se deseja o nome especifico de um ator, mas somente e´ co-
nhecido o nome de um filme que ele representa, com esta ferramenta ao pesquisar pelo
nome do filme obte´m-se rapidamente o nome do ator.
Este projeto da Google ainda e´ um pequeno passo mas uma grande startup para a Web
3[1, 32].
2.10 Plataformas de gesta˜o de conhecimento
2.10.1 OObian
OObian e´ uma plataforma de gesta˜o de conhecimento feita especialmente para ambi-
entes empresariais. Esta plataforma fornece uma melhor pesquisa e navegac¸a˜o atrave´s do
conhecimento em comparac¸a˜o com Jena TDB. OObian extrai e indexa informac¸o˜es de dados
estruturados e na˜o estruturados difundidos dentro e fora da organizac¸a˜o, transformando-as
em conhecimento de nego´cio real. Em ambientes de trabalho, OObian facilita aos funciona´rios
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encontrar facilmente as pessoas indicadas para a conclusa˜o do seu trabalho. Uma pesquisa
produtiva normalmente aumenta a eficieˆncia de um funciona´rio, ao permitir a sua conexa˜o a
um amplo conjunto de pessoas que, por sua vez, o conecta a um vasto conjunto de informac¸o˜es
u´teis para a realizac¸a˜o das suas tarefas.
Atrave´s do OObian as pesquisas sa˜o feitas de um forma simples e intuitiva, oferecendo
uma maior velocidade, como tambe´m uma facilidade de compreensa˜o ao n´ıvel visual para um
utilizador comum que esta´ a tentar encontrar um determinado conteu´do.
Ale´m de utilizar semaˆntica, esta ferramenta usa tambe´m Natural language processing (NLP),
para relacionar informac¸a˜o e perceber de que objeto especifico se trata no contexto da sua
utilizac¸a˜o[33].
2.10.2 Apache UIMA
Apache UIMA23 e´ uma aplicac¸a˜o de gesta˜o de informac¸o˜es na˜o estruturadas, e´ uma im-
plementac¸a˜o open source licenciada pela Apache obedecendo a` especificac¸a˜o da UIMA (cuja
especificac¸a˜o esta´ a ser desenvolvida simultaneamente por um comite´ te´cnico no Advancing
Open Standards for the Information Society (OASIS)).24
Sa˜o sistemas de software que analisam grandes volumes de informac¸a˜o na˜o estruturada,
para obter conhecimentos relevantes para um utilizador final. Com esta aplicac¸a˜o pode-se
inserir texto sem formatac¸a˜o e identificar entidades, tais como pessoas, lugares, organizac¸o˜es
ou relac¸o˜es.
UIMA permite que as aplicac¸o˜es sejam decompostas em va´rios componentes, por exemplo:
• Identificac¸a˜o da linguagem.
• Segmentac¸a˜o espec´ıfica do idioma.
• Detec¸a˜o de limite da frase.
• Detec¸a˜o de entidade (pessoa/localizac¸o˜es etc.).
Cada componente conte´m interfaces definidas pela estrutura e fornece metadados auto-
descritivos atrave´s de arquivos XML do descritor. Essa estrutura gere esses componentes e o
fluxo de dados entre eles. Os componentes sa˜o escritos em Java ou C++, os dados que fluem
entre os componentes sa˜o projetados para mapeamento eficiente entre essas l´ınguas.
UIMA permite encapsular componentes como servic¸os de rede. Conseguindo ser escala´vel
mesmo com uma quantidade significativa de dados, UIMA suporta um sistema com va´rios
no´s de processamento, conseguindo replicar o processamento sobre um cluster existente na
rede.
Existem va´rios componentes externos que podem ser adicionados, como Consumidores e
Anotadores (Annotator components)25. Estes Consumidores e Anotadores teˆm como func¸a˜o
analisar as informac¸o˜es na˜o estruturadas, como por exemplo, podem usar expresso˜es regulares
ou diciona´rios. Os utilizadores teˆm a possibilidade de criar os seus pro´prios anotadores26 ou
enta˜o podem usar os anotadores ja´ dispon´ıveis (de raiz ou em reposito´rios online27), sendo









Do ponto de vista de arquitetura de software, este projeto pode ser dividido em treˆs
mo´dulos principais: Aquisic¸a˜o de dados, Interface de Acesso Programa´tico e Visualizac¸a˜o de
informac¸a˜o.
3.1 Aquisic¸a˜o de dados
Este mo´dulo e´ o responsa´vel pela introduc¸a˜o de novos dados. Numa fase inicial do seu
desenvolvimento, a opc¸a˜o de parsing a pa´ginas Web foi ponderada. Devido ao IMDB ser
dos sites mais completos e cred´ıveis ao n´ıvel cinematogra´fico e na˜o conter nenhuma API
dispon´ıvel para se obter os dados, foi pensado fazer parsing a´s suas pa´ginas Web. No entanto,
por razo˜es legais, o parsing do IMDB na˜o e´ permitido e, por isso, foi feito um estudo de
pa´ginas igualmente cred´ıveis para a obtenc¸a˜o de dados. No entanto, dada a volatilidade
desta forma de aquisic¸a˜o de dados em func¸a˜o da apresentac¸a˜o dos mesmos, rapidamente esta
hipo´tese foi desconsiderada.
A alternativa foi o acesso a bases de dados semaˆnticas. Com o parsing seria necessa´rio um
processamento de linguagem muito avanc¸ado para conseguir construir uma base de dados com
as propriedades ontolo´gicas que esta˜o dispon´ıveis numa triplestore como, por exemplo, a que
se encontra dispon´ıvel no DBpedia. Desta forma, com uma triplestore bem implementada e´
poss´ıvel obter respostas a perguntas (queries) muito minuciosas como por exemplo: ”Quantos
filmes de come´dia romaˆntica de Hollywood sa˜o dirigidos por uma pessoa que nasce numa
cidade cuja a temperatura me´dia se encontre acima de 15 graus?”.
Antes da descric¸a˜o de como e´ efetuada a aquisic¸a˜o dos dados e´ necessa´rio salientar que,
quando foi desenhada esta arquitetura as informac¸o˜es apresentadas pelo DBpedia eram muito
escassas. Desta forma, o projeto foi desenhado e desenvolvido para obter informac¸o˜es em mais
sites para ale´m do DBpedia. Estas informac¸o˜es sa˜o adquiridas em fontes que, atualmente,
sa˜o fornecedoras de dados ao DBpedia.
No entanto, com o crescimento do DBpedia a informac¸a˜o que no in´ıcio na˜o se encontrava,
com o passar do tempo passou a existir. Desta forma, surgiam dados duplicados. Sendo
assim, houve a necessidade do projeto ser redesenhado para eliminar a redundaˆncia. Esta
redundaˆncia foi corrigida, no entanto, com a evoluc¸a˜o constante do DBpedia na˜o ha´ garantia
que surja novamente, porque ainda existem dados provenientes de fontes externas ao DBpedia.
O me´todo responsa´vel por iniciar todo o ciclo de armazenamento deste projeto foi o title
provider. A sua principal funcionalidade consiste em encontrar URIs de filmes e de se´ries em
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va´rios endpoints.
Inicialmente foi criada uma ma´quina de estados c´ıclica (fig.3.1) de forma a estar em
constante funcionamento. Quando este mo´dulo fosse executado a primeira operac¸a˜o seria a
aquisic¸a˜o de dados atrave´s do EPG devido a` sua elevada prioridade. O EPG do SAPO e´
um servic¸o onde se obte´m a programac¸a˜o televisiva. Esta prioridade justifica-se pelo facto
da informac¸a˜o que o projeto deve ter como dispon´ıvel, seja a informac¸a˜o associada a toda a
programac¸a˜o que, atualmente ou num espac¸o curto de tempo, ira´ decorrer na televisa˜o.
Figura 3.1: Primeira ma´quina de estados do mo´dulo de captura implementada
Depois de obtida toda a informac¸a˜o correspondente ao EPG, o programa entraria num
segundo estado da ma´quina de estados, a filtragem de dados. Neste estado e´ realizada uma
filtragem de todos os resultados encontrados, de forma a obter uma lista de t´ıtulos na˜o
repetidos de todos os eventos de cada canal.
Depois de adquirir a lista de todos os t´ıtulos segue-se para o estado seguinte, a obtenc¸a˜o
dos URIs correspondentes. Neste estado sa˜o feitos queries ao endpoint SPARQL do DBpedia.
Se o filme ou a se´rie se encontrar na DBpedia sera´ obtido o respetivo URI. Esse URI sera´
guardado numa lista para posteriormente ser enviado para o segundo estado. Quando e´
conclu´ıda a leitura do EPG, e´ efetuada uma leitura ao DBpedia, verificando se todos os URIs
que nele se encontram ja´ se encontram armazenados localmente. No caso da existeˆncia de
um URI que na˜o exista na triplestore e´ introduzido na lista onde se encontram os URIs que
sera˜o enviados para o segundo estado.
Apo´s a implementac¸a˜o inicial desta ma´quina de estados, verificou-se que para o propo´sito
exigido era muito lenta. Teria informac¸a˜o excessiva e muita dessa informac¸a˜o na˜o seria uti-
lizada. Por outro lado, era feito um query SPARQL para obter todos os URI’s do DBpedia.
Este query demorava muito tempo e na˜o bastava somente um query para esse fim. A API do
DBpedia apenas responde com dez mil URIs no ma´ximo, sendo necessa´rio criar um query com
um offset de oito mil resultados podendo, assim, conseguir todos os URI’s correspondentes
a filmes e a se´ries existentes no DBpedia. Praticamente apo´s a conclusa˜o desta ma´quina de
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estados a DBpedia lanc¸ou um servic¸o de lookup1. Atrave´s deste servic¸o sa˜o obtidos resulta-
dos muito mais rapidamente em comparac¸a˜o ao tempo dos queries SPARQL ao end point do
DBpedia (este servic¸o sera´ explicado posteriormente com mais detalhe). Sendo assim, para
ale´m da fraca performance obtida por parte da ma´quina de estados e face ao surgimento deste
novo servic¸o, optou-se por coloca-la de parte.
Pela raza˜o dos projetos dependentes a este necessitarem unicamente de dados que se
encontram no EPG, e´ irrelevante obter conteu´dos que na˜o se encontram nele. Por esse motivo,
optou-se por apenas usar o EPG como “trigger” do projeto. Atrave´s dele sa˜o extra´ıdos todos
os nomes de filmes ou se´ries que se deseja obter informac¸a˜o.
Depois de obtida a lista de nomes atrave´s do EPG e´ realizada uma pesquisa no DBpedia
verificando a existeˆncia desse nome. Caso exista informac¸a˜o coligada a esse nome e´ solici-
tada toda a informac¸a˜o correspondente ao mesmo. Esta informac¸a˜o obtida pelo DBpedia e´
guardada no seu formato original numa TDB local.
Para um correto armazenamento, a TDB deve tambe´m guardar a onotologia associada aos
objetos que ira˜o ser armazenados. Inicialmente pensou-se em criar uma ontologia pro´pria para
este projeto. Para tal, foi criado um mo´dulo cuja func¸a˜o seria criar e adicionar propriedades
a` ontologia na base de dados local (descrito no cap´ıtulo seguinte). Para isso, e´ criado um
novo URI para cada nova propriedade com o “hostname” espec´ıfico do servidor. Desta forma,
na˜o teria uma ontologia ta˜o elaborada e extensa cujo fim seria descrever todos os objetos
existentes no mundo, mas sim uma ontologia em que somente descreva filmes e se´ries. Por
outro lado, devido aos dados obtidos serem fundamentalmente do DBpedia, como tambe´m,
pela facto de um filme poder referir tudo o que exista no mundo, obrigando assim, a` ontologia
associada a esse filme ter que conseguir referir igualmente o mundo, parte da ontologia do
DBpedia na˜o seria suficiente. Estas razo˜es levam que a ontologia parcial seja posta de parte,
sendo coerente que a ontologia usada seja a mesma do DBpedia.
Os ge´neros sa˜o obtidos atrave´s do DBpedia e complementados com os ge´neros encontrados
no Freebase2. Estes ge´neros sa˜o posteriormente processados de forma a apenas armazenar
ge´neros pre´-definidos. Estes ge´neros foram previamente definidos entre todos os projetos que
ira˜o partilhar esta triplestore.
Para a obtenc¸a˜o da cotac¸a˜o dos filme e´ usado o rotten tomatoes3.
Um dos problemas que surgiu foi o facto de existirem filmes/se´ries com nomes ideˆnticos.
Por exemplo, atrave´s do DBpedia, ao pesquisar pelo nome ”Titanic”obteˆm-se cinco resulta-
dos distintos. Este problema surge pelo facto do EPG apenas fornecer o nome do filme/se´rie.
Para a sua resoluc¸a˜o foram estudadas va´rias metodologias para apurar entre os filmes ou se´ries
com nomes ideˆnticos, o mais conhecido. Verificou-se que os primeiros resultados da pesquisa
no Google do nome de um filme/se´rie, correspondem ao mais conhecido. Por exemplo, se
se pesquisar por ”Titanic”no Google, o primeiro filme que surge e´ o ”Titanic”de 1997, que e´
precisamente o mais conhecido. Verificou-se, tambe´m, que atrave´s da cotac¸a˜o do rotten toma-
toes os filmes que teˆm maior cotac¸a˜o sa˜o os mais conhecidos. O rotten tomatoes disponibiliza
dois tipos de cotac¸a˜o: a dos cr´ıticos de cinema e dos utilizadores do site. No decurso deste
trabalho foi apenas considerada a cotac¸a˜o dada pelos utilizadores. Ainda assim, de acordo
com o exemplo referido anteriormente, no rotten tomatoes surgem dois filmes ”Titanic”, o de
1997 e o de 1953, ambos com a mesma cotac¸a˜o. Sendo assim, seria necessa´rio encontrar outro
1http://wiki.dbpedia.org/lookup/
2Freebase website: http://www.freebase.com
3Rotten tomatoes website: http://www.rottentomatoes.com
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me´todo para destingir os filmes. Para isso, e´ escolhido o filme que aparece em primeiro lugar
com a mesma cotac¸a˜o. Esta soluc¸a˜o foi testada mu´ltiplas vezes, o que permitiu concluir que o
rotten tomatoes disponibiliza os filmes por uma ordem crescente, do mais ao menos conhecido.
No entanto, na˜o e´ comum encontrar dois filmes com o nome e cotac¸a˜o igual. Na tabela 3.1,
que apresenta uma lista de alguns filmes testados e que apresentam o mesmo nome, apenas o
filme ”Titanic”e o ”12 Angry Men”conteˆm a mesma cotac¸a˜o.
Title Primeiro Resultado Cotac¸a˜o Segundo Resultado Cotac¸a˜o
Titanic Titanic(1997) 87% Titanic(1953) 87%
Psycho Psycho(1960) 97% Psycho(1998) 38%
Godfather The Godfather (1972) 100% The Godfather, Part II
(1974)
98%
12 Angry Men 12 Angry Men (1957) 100% 12 Angry Men (1997) 100%
Seven Samurai Seven Samurai (1954) 100 % The Seven Samurai
(2011)
0%
City of God City of God(2002) 90% City of God (2011) 0%
Tabela 3.1: Resultados atrave´s do Rotten Tomatoes
Um outro problema na aquisic¸a˜o do filme/se´rie e´ o facto do EPG ser em portugueˆs e,
como consequeˆncia, os t´ıtulos encontram-se em portugueˆs. Como na˜o existe mais nenhum
dado relevante que torne poss´ıvel obter o t´ıtulo original, e como tambe´m nos filmes/se´ries as
traduc¸o˜es na˜o sa˜o literais (impossibilitando uma simples traduc¸a˜o), a soluc¸a˜o encontrada foi
usar a API do Freebase para se obter a traduc¸a˜o do t´ıtulo do filme/se´rie. Deste modo, e´ feita
uma pesquisa pelo Freebase em vez de usar o endpoint SPARQL do DBpedia para encontrar
o t´ıtulo original porque a resposta e´ muito menor atrave´s do Freebase comparativamente a
um query SPARQL (tempos sa˜o ilustrados no pro´ximo cap´ıtulo).
Para um filme/se´rie que contenha o nome ideˆntico, o Freebase devolve um conjunto de
filmes ou se´ries, visto que apenas com a informac¸a˜o do t´ıtulo na˜o consegue saber qual das
traduc¸o˜es pertencem ao filme/se´rie pedido. Novamente, a soluc¸a˜o implementada e´ exatamente
a mesma que a do rotten tomatoes: os filmes ou se´ries devolvidos pela API do Freebase
encontram-se por ordem crescente de popularidade, basta apenas escolher o primeiro.
Um outro fator constatado ao longo deste projeto corresponde ao facto do DBpedia ter
informac¸a˜o errada no que corresponde a traduc¸o˜es de t´ıtulos. Todos os filmes conte´m uma
propriedade (rdfs:label) que conteˆm va´rios literais, todos sa˜o acompanhados pela linguagem
correspondente, por exemplo Titanic (1997)@pt. Mas a migrac¸a˜o para o DBpedia ocorreu de
forma faseada, sendo introduzido o nome em ingleˆs em todos os campos de l´ınguas distintas.
Por exemplo, a traduc¸a˜o do filme ”Inception”para portugueˆs e´ ”A Origem”e no DBpedia surge
Inception@pt em vez de A Origem@pt. Desta forma, e´ imposs´ıvel obter alguma coereˆncia nas
traduc¸o˜es como tambe´m na˜o e´ garantido sucesso na pesquisa pelo nome em portugueˆs.
Para ale´m dos dados adquiridos atrave´s do DBpedia, sa˜o tambe´m usadas mais fontes
de dados para poder enriquecer com mais informac¸a˜o o que se esta´ caracterizar. Uma das
fontes e´ o LinkedMDB, ja´ referido na secc¸a˜o 2.7.3. Apesar do LinkedMDB ser uma das
fontes prima´rias ligadas ao DBpedia, no in´ıcio deste projeto encontrou-se informac¸a˜o u´til no
LinkedMDB que ainda na˜o se encontrava no DBpedia. Por esse motivo, todos os atores de
um determinado filme/se´rie seriam tambe´m procurados no LinkedMDB. Esses atores apenas
seriam adicionados a` triplestore no caso de eles ainda na˜o existirem no DBpedia.
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Posteriormente, o DBpedia foi migrando muito lentamente informac¸a˜o do LinkedMDB.
Assim, em alguns filmes/se´ries ja´ se encontrava a totalidade dos atores no DBpedia, em outros
casos, apenas se encontrava uma parte desses atores em comparac¸a˜o com o LinkedMDB. Uma
vez que este problema se prolongou durante algum tempo, foi criado um novo me´todo que
importava atores que na˜o existissem no DBpedia, do LinkedMDB.
Para encontrar o filme ideˆntico ao do DBpedia no LinkedMDB, sa˜o efetuados os mes-
mos procedimentos anteriormente indicados na obtenc¸a˜o do URI atrave´s do DBpedia. Lin-
kedMDB, tal como o DBpedia, conte´m um endpoint SPARQL, atrave´s do qual, e´ feito um
query para obter todos os filmes/se´ries com o nome ideˆntico ao filme/se´rie encontrado no DB-
pedia. Depois de obtidos va´rios resultados, e´ comparado o ano e o realizador do filme/se´rie,
garantindo tratar-se do mesmo filme/se´rie obtido atrave´s do DBpedia e do LinkedMDB.
Esta implementac¸a˜o foi desativada no final do meˆs de Julho, uma vez que toda a in-
formac¸a˜o do LinkedMDB foi migrada por completo para o DBpedia4.
Figura 3.2: Aquisic¸a˜o de dados
O esquema ilustrado na figura 3.2 demonstra como e´ feita a aquisic¸a˜o de dados neste
projeto.
Para a obtenc¸a˜o dos dados, este projeto efetua os seguintes passos:
• Obtenc¸a˜o do t´ıtulo do programa televisivo atrave´s do EPG do SAPO(1);
• Verificac¸a˜o da existeˆncia no DBpedia do t´ıtulo obtido(3);
• Caso de na˜o existir nenhum resultado no DBpedia;
– E´ feita a obtenc¸a˜o do t´ıtulo original atrave´s do Freebase(2);
4Informac¸a˜o obtida atrave´s da mailing list dbpedia-discussion-request@lists.sourceforge.net
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• Obtenc¸a˜o da informac¸a˜o no DBpedia relativa ao t´ıtulo em questa˜o(3);
• Obtenc¸a˜o da classificac¸a˜o do t´ıtulo em questa˜o(4);
• Obtenc¸a˜o, para o filme em questa˜o, dos ge´neros a ele associados no Freebase (2), com-
plementados com os ge´neros a ele associados no DBpedia (3);
• Verificac¸a˜o da existeˆncia de atores no LinkedMDB(5);
• Caso na˜o existam atores no DBpedia, mas sim no LinkedMDB ;
– Obtenc¸a˜o dos atores(5);
3.2 Application Programming Interface (API)
Este projeto conte´m APIs atrave´s da qual e´ poss´ıvel obter dados de um filme ou se´rie, bem
como introduzir dados adicionais. No in´ıcio deste projeto na˜o foi contemplada a criac¸a˜o de
APIs. No entanto, com a evoluc¸a˜o dos outros projetos que se encontravam dependentes deste,
foi necessa´rio criar va´rias APIs para serem efetuados testes. Foram criados os seguintes pontos
de acesso Representational State Transfer (ReST), acess´ıveis por GET: Explorador, pesquisa
pelo nome, Visualizac¸a˜o de um objeto e armazenamento.
Explorador: atrave´s desta API e´ poss´ıvel visualizar e explorar a triplestore atrave´s do
browser. Desta forma, e´ adquirida uma melhor compreensa˜o dos dados e da estrutura da
triplestore.
Pesquisar pelo nome: asta API, fornece um ficheiro XML com os paraˆmetros requeridos
pelos projetos dependentes. Somente pode ser pedido um u´nico objeto de cada vez.
Visualizac¸a˜o de um objeto: ao colocar o URI do objeto no browser e´ retornado num
formato HyperText Markup Language (HTML) todo o conteu´do do objeto que e´ pesquisado.
Desta forma, torna-se poss´ıvel a visualizac¸a˜o de todo os correspondente ao objeto.
Armazenamento: caso seja necessa´rio, esta API permite ao utilizador introduzir manu-
almente um objeto na triplestore.
3.3 Visualizac¸a˜o de Informac¸a˜o
Apesar de na˜o ser um dos objetivos deste projeto, foi elaborado um me´todo que permite
a visualizac¸a˜o dos objetos que esta˜o armazenados na triplestore. Este me´todo gera um grafo,
colocando um objeto previamente selecionado como o no´ raiz do grafo e, automaticamente,
cria todas as ligac¸o˜es subjacentes nos seus n´ıveis correspondentes. Na figura 3.3 encontra-se
um exemplo em que o no´ raiz e´ o filme ”Pulp Fiction”, no primeiro n´ıvel encontram-se todos
os objetos diretamente ligados a esse no´ raiz (realizador, abstract, ano de realizac¸a˜o, entre
outros). Os atores na triplestore encontram-se diretamente ligados ao filme. No grafo gerado,
os atores encontram-se todos ligados a um no´ denominado como Atores. Este no´ trata-se
de um blank node (explicado no cap´ıtulo 2.2) melhorando assim a forma de ligac¸a˜o dos no´s,
obtendo uma melhor compreensa˜o do grafo.
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Este cap´ıtulo aborda alguns dos aspetos mais relevantes da implementac¸a˜o do projeto. A
sua estrutura de apresentac¸a˜o procura seguir de perto a estrutura de apresentac¸a˜o do cap´ıtulo
anterior: aquisic¸a˜o, acesso programa´tico e visualizac¸a˜o. No entanto, ao contra´rio deste, cada
secc¸a˜o ou subsecc¸a˜o retrata as particularidades de implementac¸a˜o de uma determinada fun-
cionalidade ou requisito do projeto. Dada a dinaˆmica evolutiva das va´rias plataformas com
que este projeto tinha de lidar, foram va´rias as alterac¸o˜es ao n´ıvel de arquitetura, ja´ durante
a fase de implementac¸a˜o. Assim, foi tambe´m necessa´rio rever (e muitas vezes recomec¸ar) a
implementac¸a˜o de determinadas funcionalidades. Alguns destes contratempos sa˜o tambe´m
expressos no decorrer deste cap´ıtulo.
4.1 Obtenc¸a˜o do t´ıtulo
E´ necessa´rio verificar pelo menos duas vezes por dia o conteu´do do EPG, isto porque o
EPG do SAPO e´ atualizado duas vezes. O conteu´do sera´ filtrado apenas para as 48 horas
seguintes. Este valor e´ configura´vel no ficheiro de propriedades do projeto. Para descarregar
o conteu´do do EPG e´ usada a API do SAPO1. Este servic¸o oferece a programac¸a˜o existente
de cada canal especificamente pedido. Na˜o e´ poss´ıvel, com apenas um pedido, obter todos
os programas, num determinado espac¸o temporal, de todos os canais. Assim, a lista com
os nomes dos canais a pesquisar e´ preparada antecipadamente. Atrave´s da API do EPG do
SAPO e´ obtida a lista de canais existentes no Meo. Depois de obtida essa lista, e´ feita uma
filtragem, que consiste em eliminar os canais que na˜o contenham filmes nem se´ries na sua
programac¸a˜o. Apo´s esta filtragem inicial, sa˜o selecionados quarenta e sete canais em cento
e noventa e sete. Esta selec¸a˜o foi feita manualmente, criando um ficheiro com os nomes dos
canais cuja a programac¸a˜o se pretende descarregar. Desta forma, torna-se poss´ıvel introduzir
ou retirar novos canais, sem ser necessa´rio fazer uma nova implementac¸a˜o no servidor. A
listagem apresentada no exemplo 4.1 ilustra a resposta, por parte dos servic¸os de EPG do
SAPO, ao pedido de informac¸o˜es sobre o agendamento de programac¸a˜o do canal Sic.
Tı´tulo = Primeiro Jornal
Descric¸~ao = Toda a atualidade sobre as principais notı´cias do dia.




Tı´tulo = Alma Ge´mea - Ep. 62
Descric¸~ao = Serena diz que Luna e´ parte dela e que precisa descobrir qual e´ a sua
miss~ao. Elias diz que n~ao pode ajuda´-la porque pode ser muito doloroso para ela.
Cristina assume que conhecia Guto e que errou ao n~ao contar antes que ele e
Serena estavam se encontrando.
Start time = 2011-03-31 14:30:00
Durac¸~ao = 3600
Tı´tulo = Boa Tarde T2 - Ep. 14
Descric¸~ao = O entretenimento chega todas as tardes, com Conceic¸~ao Lino. A boa
disposic¸~ao desta apresentadora promete muita animac¸~ao para comec¸ar a tarde
da melhor forma.
Start time = 2011-03-31 15:30:00
Durac¸~ao = 9900
Tı´tulo = Ti Ti Ti - Ep. 69
Descric¸~ao = Desire´e rompe com Armandinho e devolve o colar que ganhou. Julinho
descobre que Eduardo tem uma namorada. Luisa comunica que vai passar um tem
-po fora do paı´s. Ariclenes suspeita que Jacques lhe recomendou Gigi e diz a Chi
-co que precisa se livrar dela.
Start time = 2011-03-31 18:15:00
Durac¸~ao = 3600
Tı´tulo = Escrito Nas Estrelas - Ep. 109
Descric¸~ao = Vito´ria/Viviane conversa com Daniel, acalmando seu espı´rito.
Athael, Francisca e Seth se unem a Viviane e ficam satisfeitos quando Daniel se
afasta. Jardel chantageia Dalva para ficar hospedado na casa dela. Ricardo agradece
a Jane por ter feito todo o procedimento de Vito´ria/Viviane.
Start time = 2011-03-31 19:15:00
Durac¸~ao = 2700
Tı´tulo = Jornal Da Noite
Descric¸~ao = Toda a actualidade sobre as principais notı´cias do dia.
Start time = 2011-03-31 20:00:00
Durac¸~ao = 6000
Exemplo 4.1: Demonstrac¸a˜o da resposta do EPG a um pedido de um canal num determinado
timestamp
4.2 Obtenc¸a˜o do URI
Inicialmente pensou-se em obter todos os filmes existentes no DBpedia. Para isso, foi
criado um mo´dulo que, atrave´s de queries SPARQL, obtinha os URIs de todos os filmes e
se´ries existentes no DBpedia. Desta forma, seria armazenada toda a informac¸a˜o existente
no DBpedia correspondente a filmes e se´ries. Depois de coletados todos os dados, verificava-
se a existeˆncia de novos elementos desde a u´ltima pesquisa. Esta hipo´tese rapidamente foi
abandonada dados os problemas de performance na resposta a um query. Ale´m disso, cada
resposta estava limitada a um ma´ximo de 10000 resultados, obrigado a query a apresentar
tambe´m a lo´gica necessa´ria a` paginac¸a˜o dos resultados. Atendendo aos constrangimentos de
30
performance e ao crescimento do DBpedia, o tempo de espera pela execuc¸a˜o deste conjunto
de operac¸o˜es seria muito superior ao desejado.
Como apenas sera˜o pesquisados dados na triplestore que se encontram no EPG do SAPO,
e´ relevante pesquisar apenas pelos dados que surgem no EPG. Todos estes dados sa˜o filtrados.
Por exemplo, a informac¸a˜o do EPG congrega o nome das se´ries com o nu´mero da temporada e
com o nu´mero do episo´dio associado. No entanto, esta informac¸a˜o e´ irrelevante para o cena´rio
apresentado: apenas sa˜o recolhidos dados sobre a se´rie em geral. Mais concretamente, no caso
de “Ossos T5 - Ep. 13”, o algoritmo remove a indicac¸a˜o da temporada e do episo´dio “T5 - Ep.
13” ficando apenas com o nome da se´rie “Ossos”. Posteriormente, todos os nomes repetidos
sa˜o eliminados, colocando apenas nomes distintos numa pilha.
Depois de listados os nomes e´ necessa´rio obter o URI correspondente ao nome desse
filme/se´rie para se poder adquirir o seu conteu´do. Para a obtenc¸a˜o do URI e´ usado o servic¸o
de lookup do DBpedia. Optou-se por este servic¸o devido a` velocidade de resposta, que em
me´dia demora um segundo, em comparac¸a˜o a queries SPARQL (no anexo A.7 podem ser
verificados os tempos de resposta dos queries SPARQL). No entanto, ambos os mo´dulos
foram implementados, dado que o servic¸o de lookup se encontrar muitas vezes offline.
Como o DBpedia na˜o se trata exclusivamente de uma base de dados de filmes e se´ries e´
necessa´rio restringir a pesquisa. O servic¸o de lookup suporta a especificac¸a˜o da classe que se
desejada procurar. Deste modo, melhora-se significativamente o tempo de resposta e obte´m-se
o que se procura com maior precisa˜o. Para isso, no URL e´ inserido QueryClass = Televisi-
onShow e QueryClass= film, por exemplo:
lookup.dbpedia.org/api/search.asmx/KeywordSearch?QueryClass = film&queriestring = tita-
nic. Desta forma, apenas sa˜o obtidos os filmes Titanic e e´ descartada a se´rie Titanic.
Uma desvantagem do servic¸o lookup em comparac¸a˜o aos queries SPARQL e´ que o servic¸o
simplesmente procura pelo nome na propriedade foaf:name definido na ontologia do DBpedia.
O grande problema nesta pesquisa e´ que na propriedade foaf:name e´ armazenado o nome
original da se´rie/filme. Em sentido inverso, no EPG apenas se consegue ter acesso aos nomes
traduzidos para portugueˆs.
4.3 Obtenc¸a˜o do t´ıtulo original
Como nem todos os filmes/se´ries sa˜o uma traduc¸a˜o literal ao t´ıtulo, na˜o e´ poss´ıvel o
uso de um diciona´rio para obter a sua traduc¸a˜o. Desta forma, torna-se necessa´rio encontrar
o t´ıtulo original do filme correspondente ao t´ıtulo fornecido. O Freebase tem uma base
de dados muito mais atualizada comparativamente ao DBpedia. Uma das ferramentas que
a API do Freebase conte´m e´ um servic¸o de pesquisa. Para usar este servic¸o basta ligar-
se ao URL https://www.googleapis.com/freebase/v1/search?indent=true&key=”123456789”-
&query=”nome do filme”. E´ devolvida uma resposta em JavaScript Object Nation (JSON)2
com todos os resultados obtidos. No anexo A.1 encontra-se uma pesquisa pelo nome ”A
origem”.
Pelas razo˜es explicadas no cap´ıtulo anterior, na secc¸a˜o 4.7.2, e´ selecionado o primeiro filme
que surge na resposta em JSON. E´ por fim atrave´s do servic¸o de lookup do DBpedia obtido
o URI correspondente ao filme que se pretende. Este URI e´ introduzido na pilha de URIs
a processar. Para ale´m deste mo´dulo, foi criado um outro, que apesar de na˜o ser utilizado
devido a` sua lentida˜o na obtenc¸a˜o de resultados, conseguia que estes tivessem uma taxa de
2http://www.json.org
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sucesso mais elevada. Este mo´dulo e´ composto pelos queries que se encontram exemplificados
em 4.2 e 4.3.
{
PREFIX rd f : <http ://www. w3 . org /1999/02/22− rdf−syntax−ns#>
PREFIX f o a f : <http :// xmlns . com/ f o a f /0.1/>
SELECT DISTINCT ? f i l m WHERE {
? f i l m rd f : type <http :// dbpedia . org / onto logy /Film> .
? f i l m f o a f : name \”” + t i t l e + ”\”@en .
PREFIX rd f : <http ://www. w3 . org /1999/02/22− rdf−syntax−ns#>
PREFIX f o a f : <http :// xmlns . com/ f o a f /0.1/>
SELECT DISTINCT ? f i l m WHERE {
? f i l m rd f : type <http :// dbpedia . org / onto logy / Televis ionShow> .
? f i l m f o a f : name \”” + t i t l e + ”\”@en .
}
Exemplo 4.2: Queries para obter o conteu´do atrave´s de um t´ıtulo em ingleˆs
{
PREFIX rd f : <http ://www. w3 . org /1999/02/22− rdf−syntax−ns#>
PREFIX f o a f : <http :// xmlns . com/ f o a f /0.1/>
SELECT DISTINCT ? f i l m WHERE {
? f i l m rd f : type <http :// dbpedia . org / onto logy /Film> . ”
? f i l m r d f s : l a b e l ?movie .
”FILTER regex (? movie , \”” + t i t l e + ”\”@pt , \” i \” ) }
PREFIX rd f : <http ://www. w3 . org /1999/02/22− rdf−syntax−ns#>
PREFIX f o a f : <http :// xmlns . com/ f o a f /0.1/>
SELECT DISTINCT ? f i l m WHERE {
? f i l m rd f : type <http :// dbpedia . org / onto logy / Televis ionShow> . ”
? f i l m r d f s : l a b e l ?movie .
FILTER regex (? movie , \”” + t i t l e + ”\”@pt , \” i \” ) }
}
Exemplo 4.3: queries para obter o conteu´do atrave´s de um t´ıtulo em portugueˆs
O sucesso obtido atrave´s destes queries e´ superior em comparac¸a˜o ao servic¸o de lookup.
Na˜o foi usado o endpoint SPARQL do DBpedia porque a maior parte das pesquisas foram
feitas com t´ıtulos em portugueˆs. O tempo me´dio de resposta dos queries que conteˆm literais
em portugueˆs e´ de cinquenta e cinco segundos, em comparac¸a˜o com o segundo do servic¸o
lookup.
4.4 Obtenc¸a˜o do conteu´do
4.4.1 Verificac¸a˜o da ligac¸a˜o com a triplestore
Quando e´ inserido algum t´ıtulo de um filme ou se´rie na pilha, e´ iniciado o processo de
obtenc¸a˜o do conteu´do correspondente a um determinado filme ou se´rie. O primeiro procedi-
mento que este processo realiza e´ tentar ligar-se a` triplestore. No caso de ainda na˜o existir, e´
criada uma. Caso exista, e´ verificado se o dataset esta´ envolvido numa transac¸a˜o. Se estiver,
aguardam-se treˆs segundos e verifica-se novamente, ate´ ser poss´ıvel realizar a operac¸a˜o em
causa. Desta forma, evitam-se os problemas de concorreˆncia. O adiamento indefinido tambe´m
e´ prevenido dado que se garante que todas as threads que usam este dataset gerem o in´ıcio e
o fim da conexa˜o com o dataset.
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4.4.2 URIs renomeados
Por vezes sa˜o obtidos URIs que ja´ na˜o existem, ou seja, em vez de darem acesso ao respetivo
conteu´do, apenas apresentam o novo URI, como e apresentado no anexo A.3. Este novo
enderec¸o obtido pela resposta HTTP sera´ o novo URI correspondente ao objeto pretendido.
Este novo URI ja´ conte´m toda a informac¸a˜o associada que e´ pretendida.
No caso da pesquisa seja feita atrave´s de queries SPARQL, e´ devolvido um RDF com a
seguinte propriedade http://dbpedia.org/ontology/wikiPageRedirects. Desta forma, e´ poss´ıvel
verificar que o URI pesquisado foi renomeado.
4.4.3 Obtenc¸a˜o da informac¸a˜o ligada ao respetivo URI
Depois de adquirido o URI, este e´ usado para aceder a` informac¸a˜o necessa´ria, sobre o re-
curso em causa, para este projeto. Como toda a sua informac¸a˜o e´ guardada localmente, o URI
e´ alterado com um host local. Por exemplo, http://dbpedia.org/resource/Unstoppable (2010 -
film) sera´ armazenado como http://hostname/resource/Unstoppable (2010 film) em que host-
name sera´ o nome do domı´nio do servidor onde se encontra a aplicac¸a˜o. Este novo objeto cri-
ado localmente tera´ uma nova propriedade http://www.w3.org/2002/07/owl#sameAs, sendo
uma propriedade existente na ontologia do DBpedia. Com esta propriedade o objeto sera´ li-
gado ao URI original de onde foram obtidos os dados. Desta forma, e´ sempre poss´ıvel verificar
de onde provieram os dados, podendo facilmente atualizar os dados correspondentes.
4.4.4 Adicionar ge´neros de fontes externas
Em toda a informac¸a˜o associada a cada filme/se´rie obtida pelo DBpedia, nem sempre
se encontra o respetivo ge´nero, e quando este se obte´m, por vezes esta´ incompleto. Deste
modo, e´ necessa´rio a sua obtenc¸a˜o atrave´s de fontes externas. Na descric¸a˜o do filme/se´rie
encontram-se va´rias propriedades, em que uma delas e´ o id correspondente ao filme/se´rie no
dataset do Freebase. Numa das propriedades #sameAs, encontra-se um valor, por exemplo
http://rdf.freebase.com/ns/m.076zy g, este valor e´ efetivamente o id correspondente ao filme
Unstoppable no Freebase. Esta informac¸a˜o encontra-se no DBpedia devido ao Freebase ser
uma das suas fontes, mas, a verdade e´ que, nem toda a informac¸a˜o foi importada por completo,
como por exemplo, o ge´nero.
A ferramenta mais importante e indispensa´vel para lidar com o Freebase e´ a lingua-
gem MQL. Sa˜o criados dois queries MQL (exemplo 4.4), de forma a obter o nome e os
ge´neros associados ao filme/se´rie. Para a distinc¸a˜o entre filme ou se´rie, a ontologia do
DBpedia possibilita o conhecimento de que o objeto corresponde a um filme ou a uma
se´rie. Esta distinc¸a˜o e´ feita atrave´s da verificac¸a˜o se um dos tipos do objeto e´ um filme
”http://dbpedia.org/ontology/Film”ou uma se´rie ”http://dbpedia.org/ontology/Television-
Show”. Sendo assim, reduz-se significativamente o tempo de pesquisa no Freebase.
Relativamente ao ge´nero, para cada filme/se´rie, o Freebase devolve o identificador do
ge´nero, bem como a sua designac¸a˜o. Para a obtenc¸a˜o do ge´nero e´ usada uma biblioteca para
JAVA do Freebase, sendo poss´ıvel atrave´s dela executar um query ilustrados no exemplo 4.4.
Como foi explicado na secc¸a˜o 3.1, os ge´neros na˜o podem ser diretamente guardados na
forma como sa˜o obtidos no Freebase. Estes dados devem ser guardados com base na taxonomia
pre´-definida, para isso, foi criado um novo mo´dulo. Este mo´dulo, apenas tem como func¸a˜o
encontrar e modificar, caso seja necessa´rio, os ge´neros obtidos do Freebase iguais aos ge´neros
da lista pre´-definida. Sera´ um auto´mato que conte´m treˆs estados.
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O primeiro estado, verifica se existe algum ge´nero com o nome ideˆntico a`quele que se
encontra pre´-definido.
O segundo estado, separa todas as palavras. Por exemplo o Freebase conte´m muitos
ge´neros com o nome “Romantic comedy” ou “Romance Film”; no primeiro caso, cada pala-
vra corresponde a um ge´nero, enquanto que no segundo caso, apenas interessara´ a primeira
palavra. Posteriormente, sa˜o eliminados todos os nomes que se encontram repetidos. Por fim,
e´ verificado se os novos nomes provenientes da separac¸a˜o se encontram na lista de ge´neros.
O terceiro estado reduz o ge´nero a` sua forma raiz. Para a detec¸a˜o de sino´nimos pro-
curaram-se va´rias te´cnicas de stemming. A soluc¸a˜o encontrada foi a mais simples em com-
parac¸a˜o com todas as soluc¸o˜es experimentadas, tendo sido a que obteve melhores resulta-
dos. O me´todo encontrado divide a palavra ao meio, mais um caractere. Este termo e´
depois comparado com o in´ıcio das palavras reservadas (nome de ge´neros). Por exemplo,
romance e´ uma das palavras reservadas e romantic trata-se de um ge´nero que surge no
Freebase; com este me´todo, romantic passa a ser roman que e´ o in´ıcio de romance. Este
me´todo devido a` sua simplicidade, transmitia bastante inseguranc¸a mas depois de inu´meros
testes foi verificado que para a lista existente obtinham-se sempre resultados corretos. O
u´nico ge´nero que na˜o tem mais de cinco caracteres e´ o War, sendo necessa´rio criar exclu-
sivamente um comparador para este ge´nero. Foi testado um stemmer denominado como
snowball3 devido a` sua reputac¸a˜o. Mas para este caso na˜o seria a ferramenta ideal por-
que, por exemplo, a resposta deste stemmer a` palavra romantic e´ romant e a` palavra
romance e´ romanc e, assim, o problema na˜o e´ resolvido. Foi tambe´m pensado usar APIs
de certos sites, como por exemplo: http://www.programmableweb.com/apitag/thesaurus ou
http://developer.dictionary.com/products/synonyms para obter sino´nimos, o que revelou al-
gum sucesso. Apesar de se obterem melhores resultados em comparac¸a˜o com os resultados
do snowball, o primeiro me´todo continua a ser o mais fia´vel.
o ( ” id ” , id ,
” type ” , ”/ f i l m / f i l m ” ,
”name” , nu l l ,
” genre ” , a ( o (
” id ” , nu l l ,
”name” , n u l l ) ) ) ;
o ( ” id ” , id ,
” type ” , ”/ tv / tv program ” ,
”name” , nu l l ,
” genre ” , a ( o (
” id ” , nu l l ,
”name” , n u l l ) ) ) ;
Exemplo 4.4: queries MQL para obtenc¸a˜o do ge´nero associado
4.4.5 Adicionar a classificac¸a˜o
A classificac¸a˜o (rating) e´ um dado fundamental para distinguir entre dois filmes/se´ries
com o mesmo nome. Como o EPG apenas fornece o nome, este dado e´ fundamental para ser
poss´ıvel prever qual o filme/se´rie se trata.
3http://snowball.tartarus.org
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A classificac¸a˜o na˜o se encontra no DBpedia, por este motivo foi necessa´rio obter esse dado
atrave´s de uma fonte externa. Como foi referido anteriormente, o IMDB na˜o foi considerado
porque na˜o e´ permitido extrair dele qualquer informac¸a˜o. Sendo assim, a fonte externa eleita
foi o Rotten Tomatoes. Atrave´s da classificac¸a˜o encontrada pode-se deduzir se o filme e´ o
mais popular, permitindo assim a distinc¸a˜o entre dois nomes iguais.
Obtendo uma chave de identificac¸a˜o atrave´s do registo no Rotten Tomatoes pode-se efetuar
um pedido, sendo devolvido um JSON como ilustrado em anexo A.4. Da informac¸a˜o recebida
e´ extra´ıdo apenas o audience score.
O Rotten Tomatoes tem como grande desvantagem o facto de ser unicamente vocacionado
para filmes. Assim, as se´ries na˜o sa˜o classificadas. Dadas as limitac¸o˜es temporais na execuc¸a˜o
deste trabalho, a pesquisa por uma fonte de dados para a classificac¸a˜o de se´ries devera´ ser
considerada como trabalho futuro.
4.5 Criac¸a˜o de uma ontologia
A classe ge´nero, essencial para o sistema de recomendac¸a˜o, na˜o existe na ontologia do
DBpedia, tendo sido necessa´ria a sua especificac¸a˜o. Para isso, foi usado um editor open
source de ontologias: o Prote´ge´. Com este editor, e´ poss´ıvel criar uma ontologia visualmente
e exporta´-la no formato OWL. Este formato e´ um requisito necessa´rio para a indexac¸a˜o da
triplestore atrave´s de uma ferramenta externa a este projeto. Tambe´m para a classificac¸a˜o foi
necessa´rio criar uma nova classe. O DBpedia apesar de ter anunciado que futuramente iria
introduzir a classificac¸a˜o dos filmes e se´ries, ate´ a data ainda na˜o introduziu nenhuma classe
ana´loga a` classificac¸a˜o. Para facilitar a fusa˜o da ontologia criada com a ontologia do DBpedia
foi usado uma super classe ideˆntica a uma classe existente na ontologia do DBpedia. Vendo a
figura 4.1, verifica-se que Movie e Film, sa˜o super classes, ambas equivalentes e existentes na
ontologia do DBpedia http://dbpedia.org/ontology/film e http://dbpedia.org/ontology/movie.
Para ligar estas super classes a`s classes criadas localmente http://hostname/ontology/rating





Desta forma, obteˆm-se propriedades sime´tricas, o que significa que o filme/se´rie esta´ rela-
cionado com a classificac¸a˜o ou com o ge´nero e vice-versa.
Todas as outras classes ligadas a` classe film que na˜o foram nomeadas e que se encontram
na figura 4.1 correspondem efetivamente a classes importadas do DBpedia. A classe Ge´nero
apenas aceita valores pre´-determinados. Para isso, foram criados vinte e treˆs individuals,
desta forma a ontologia apenas permite ligar a classe ge´nero a literais pre´-determinados. Os

























Figura 4.1: Ontologia criada no Prote´ge´.
4.6 Sistema de threads
Este projeto pode obter um nu´mero muito grande de informac¸a˜o. Por esse motivo, foi
necessa´rio desenvolver um sistema que deˆ prioridade aos dados que se encontrem diretamente
ligados a filmes/se´ries que esta˜o a ser pesquisados. Somente depois e´ que sa˜o pesquisados os
dados que esta˜o indiretamente ligados. Assim, a informac¸a˜o principal encontra-se dispon´ıvel
mais rapidamente. Para isso, foi necessa´rio criar uma thread pool tornando o projeto mais
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ra´pido. A ideia e´ que cada thread seja especializada em determinada func¸a˜o. As func¸o˜es (e
portanto as threads) criadas permitem obter:
• Todas as propriedades;
• Todos os atores que participaram num dado filme;
• A informac¸a˜o correspondente ao segundo grau de profundidade.
Figura 4.2: Esquema de threads
4.6.1 Thread de gesta˜o de propriedades
Apesar de atualmente exclu´ıda da soluc¸a˜o final, a func¸a˜o deste tipo de thread e´ verificar, no
objeto de que se esta´ a obter informac¸a˜o, se todas as propriedades associadas ja´ se encontram
na ontologia local. No caso de uma das propriedades obtidas na˜o se encontrar guardada
localmente, esta e´ guardada. A propriedade guardada e´ igual a` propriedade proveniente do
DBpedia, somente o hostname seria o correspondente ao pro´prio servidor onde a aplicac¸a˜o
se encontra. Por outras palavras, com esta funcionalidade ativa, a ontologia criada seria
uma co´pia parcial da ontologia do DBpedia apenas com um hostname diferente. Esta ideia
surgiu, devido a` ontologia do DBpedia ser muito extensa, contendo inu´meras propriedades
que na˜o sa˜o necessa´rias para filmes e se´ries. Por outro lado e porque todos os paraˆmetros
ontolo´gicos associados a filmes e se´ries podem representar qualquer ”coisa”, podera´ sempre
surgir uma propriedade diferente que ainda na˜o se encontre na ontologia. Na figura 4.2 esta
thread encontra-se indicada pela circunfereˆncia a cinzento.
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Atendendo a que inicialmente na˜o se tinha pensado no fornecimento de uma API a tercei-
ros, os tempos de acesso na˜o eram uma preocupac¸a˜o. O processo de aquisic¸a˜o de informac¸a˜o
seria feito sempre com tempo (pesquisas offline). No entanto, a possibilidade de pesquisa
por parte de terceiros, de informac¸a˜o ainda na˜o consolidada na triplestore local, leva a que os
tempos de acesso se tornem incomporta´veis. Depois de ter surgido este requisito foi necessa´rio
uma otimizac¸a˜o para se conseguir o melhor tempo de resposta poss´ıvel. Apo´s ponderac¸a˜o,
a soluc¸a˜o encontrada passou pela desativac¸a˜o desta thread. A ontologia criada deixa de ser
uma co´pia parcial da ontologia do DBpedia e passa a ser efetivamente a ontologia do DBpe-
dia mais a junc¸a˜o de uma ontologia pro´pria que conte´m somente duas propriedades que na˜o
existem na ontologia do DBpedia. Esta alterac¸a˜o melhorou significativamente a performance
da aplicac¸a˜o. Conceptualmente uma ontologia deve-se usar por completo e na˜o parcialmente,
mesmo que se considere que existem propriedades e objetos que na˜o sejam usados.
4.6.2 Thread de aquisic¸a˜o de atores
O segundo tipo de thread tem a responsabilidade de obter todos os atores correspondentes
ao filme/se´rie que esta´ a ser processado. Na figura 4.2 esta thread encontra-se indicada pela
primeira circunfereˆncia azul, ligada a` linked movie database. Como o DBpedia ainda se
encontra incompleto, verifica-se que os atores que sa˜o referenciados no DBpedia sobre um
filme/se´rie sa˜o menos que no LinkedMDB. Apesar de uma das fontes principais do DBpedia
ser o LinkedMDB, os dados que se encontram no DBpedia ainda na˜o teˆm correspondeˆncia
total com o linkedMDB. Esta migrac¸a˜o e´ lenta por ser necessa´rio efetuar um alinhamento de
ontologias, dado que a ontologia do LinkedMDB na˜o e´ ideˆntica a` do DBpedia. Na troca de
emails com programadores responsa´veis do DBpedia, verificou-se que alguma da informac¸a˜o
importada por eles e´ feita de uma forma manual, o que justifica a lentida˜o da migrac¸a˜o.
Depois de obter todos os atores correspondentes a um filme/se´rie atrave´s do DBpedia,
esta thread e´ responsa´vel por verificar se existem mais atores no LinkedMDB. Caso existam,
esta thread cria um objeto para este novo ator, com todos os dados que lhe correspondem
mas com a ontologia respetiva ao DBpedia. Desta forma, e´ mantida uma triplestore coerente
e acess´ıvel a qualquer sistema.
4.6.3 Thread de aquisic¸a˜o do segundo grau de profundidade
O terceiro tipo de thread e´ o responsa´vel por obter dados com uma profundidade de ordem
dois. Esta thread verifica todos os objetos diretamente ligados ao objeto principal (objeto
para o qual esta´ a ser apurada toda a informac¸a˜o associada) e, por sua vez, extrai toda a
informac¸a˜o associada a esses objetos. Na figura 4.2 esta thread encontra-se indicada pela
segunda circunfereˆncia azul. Na figura 4.3 e´ demonstrada a hierarquia dos objetos, bem como
o grau correspondente.
O desenvolvimento deste tipo de thread foi exigente, pois inicialmente foi pensado que a
ordem de profundidade seria previamente definida pelo utilizador. Mas este requisito na˜o foi
implementado porque oferecia muitas desvantagens face ao tempo de resposta. Como existem
propriedades sime´tricas, reflexivas e transitivas seria vital preparar o software para ter noc¸a˜o
dos fatores de recursividade, para na˜o entrar em loop.
Este tipo de thread apenas importa dados que correspondem ao DBpedia. Os dados
na˜o importados correspondem a ficheiros com um tamanho significativo, como por exemplo:
imagens, mu´sicas e traillers. Ao evitar esta importac¸a˜o sa˜o reduzidos os recursos necessa´rios,
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Figura 4.3: Graus de profundidade
como tambe´m e´ otimizado o tempo de resposta. No caso de ser necessa´rio um destes dados
na˜o importados, atrave´s da ligac¸a˜o que e´ guardada no primeiro grau, facilmente sa˜o obtidos.
Desta forma, o utilizador tem a liberdade de selecionar o que realmente deseja armazenar.
4.6.4 Thread de gesta˜o/controlo
As threads sa˜o todas criadas, inicializadas e geridas por uma thread principal. Na figura
4.2 esta thread encontra-se indicada pela circunfereˆncia verde.
Esta thread e´ responsa´vel por retirar o conteu´do da pilha onde esta˜o guardados todos os
URIs. Ela somente esta´ ativa quando a thread que introduz URIs na pilha (representada na
figura 4.2 pela circunfereˆncia laranja) esta´ desativa e vice-versa. O objetivo e´ que estas duas
threads nunca se encontrem a funcionar simultaneamente. Depois de obter o URI , a thread
principal tem a responsabilidade de obter toda a informac¸a˜o que se encontra no primeiro grau,
de alterar o hostname local e, por fim, de ativar as threads anteriormente anunciadas. Como
esta thread e´ mais ra´pida que as restantes, para na˜o criar threads de um modo perigoso,
o sistema foi limitado a dez threads no ma´ximo, em que duas delas esta˜o constantemente
ativas. No caso da thread pool estar cheia, esta thread espera treˆs segundos. Esta validac¸a˜o
e compasso de espera repete-se ate´ ser poss´ıvel continuar.
Toda a concorreˆncia a n´ıvel da escrita de logs e´ gerida pelo biblioteca log4j.
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4.7 Application Programming Interfaces (APIs)
Como foi referido no cap´ıtulo anterior, este projeto tem quatro APIs dispon´ıveis. Estas
APIs encontram-se sobre um servidor Apache. Para a criac¸a˜o das APIs usou-se Java API for
RESTful Web Services (JAX-RS) que fornece suporte para a criac¸a˜o de Web services de acordo
com a arquitetura ReST.
A func¸a˜o destas APIs como o seu funcionamento e´ descrito nas seguintes secc¸o˜es:
4.7.1 Visualizar e explorar
A navegac¸a˜o livre e´ realizada atrave´s do ”http://hostname/CineFetch/NavigationServlet-
.html”, sendo poss´ıvel visualizar todo o conteu´do existente na triplestore atrave´s do browser.
Todos os URIs apresentados podem ser acedidos para a visualizac¸a˜o dos respetivos conteu´dos.
Desta forma, e´ poss´ıvel procurar a informac¸a˜o desejada na˜o atrave´s do nome numa pesquisa
direta, mas sim, navegando atrave´s das relac¸o˜es com outras entidades na triplestore.
4.7.2 Pesquisar pelo nome
Para pesquisar pelo nome, basta introduzir o URL ”http://hostname/ CineFetch/tri-
pleStore/search/title” e sera˜o pesquisadas na triplestore local todas as se´ries e filmes que con-
tenham o t´ıtulo fornecido. A resposta enviada para o cliente e´ um XML com os paraˆmetros
pre´-definidos; no anexo A.5 encontra-se um exemplo de uma resposta ao pedido Inception.
Inicialmente e´ procurado o t´ıtulo em portugueˆs na triplestore local e no caso de na˜o
se obter nenhum resultado, e´ pesquisado o t´ıtulo em Ingleˆs. Continuando a ter insucessos
na pesquisa, e´ efetuado um pedido para verificar no DBpedia a existeˆncia de algum URI
correspondente ao t´ıtulo em questa˜o. Se for obtido algum resultado, e´ guardado o conteu´do
correspondente e, posteriormente, sera˜o efetuados os processos anteriormente explicados.
Para ale´m de se obter a informac¸a˜o associada ao objeto pedido, para a criac¸a˜o deste XML,
em determinadas situac¸o˜es, e´ necessa´rio navegar para um n´ıvel superior para obter um literal.
Mais concretamente, a informac¸a˜o diretamente associada nem sempre se trata de literais mas
sim de URIs. Por exemplo, o realizador ligado diretamente ao objeto filme e´ sempre um URI,
para a obtenc¸a˜o do o seu nome e´ necessa´rio navegar para o URI realizador.
4.7.3 Visualizac¸a˜o de um objeto
Caso seja necessa´rio visualizar o filme com mais detalhe basta introduzir o nome em Ingleˆs
obtido em XML e colocar no fim do enderec¸o http://hostname/CineFetch/resource/, sendo
este o URI local do objeto; desta forma e´ dada uma resposta em HTML de todo o conteu´do
associado a este objeto.
Depois de conclu´ıdo o projeto, na˜o se ira´ obter um pedido de algum filme ou se´rie que
na˜o se encontre na triplestore. Dado que outros projetos dependentes deste obteˆm os nomes
dos filmes/se´ries atrave´s do EPG do SAPO, tem-se a garantia que o mesmo nome ja´ foi
processado. Atendendo a` validade do EPG (7 dias), os dados sa˜o obtidos com quarenta e
oito horas de antecedeˆncia da hora atual, permitindo que todo o processamento ocorra com
alguma antecedeˆncia da sua utilizac¸a˜o.
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4.7.4 Armazenamento
Para o armazenamento de dados basta enviar um ficheiro XML, no formato ideˆntico ao
anexo A.5, para o URL ”http://hostname/CineFetch/tripleStore/search/send”. Sera˜o guar-
dados na triplestore apenas os dados fornecidos.
4.8 Visualizac¸a˜o
Foi usada uma ferramenta em javascript para gerar visualizac¸o˜es interativas4 atrave´s do
browser, esta ferramenta requer um ficheiro JSON para revelar a hierarquia dos no´s. Para
gerar este ficheiro foi necessa´rio traduzir um ficheiro no formato RDF para JSON.
A leitura de um ficheiro RDF e´ feita atrave´s da framework JENA, este ficheiro RDF
apenas conte´m as informac¸o˜es sobre um u´nico objeto. A traduc¸a˜o e´ elaborada segundo as
seguintes regras: o recurso e´ o no´ raiz, as propriedades sa˜o as ligac¸o˜es e os objetos sa˜o os no´s
adjacentes. Ao no´ raiz e a`s ligac¸o˜es sa˜o associados os nomes correspondentes. Para o caso
dos no´s ligados ao no´ raiz, e´ feito o mesmo procedimento com a excec¸a˜o do objeto se tratar
do ator.
Como um filme conte´m um grande nu´mero de atores tera´ imensos no´s ligados, tornando-se
muito confuso e ileg´ıvel, como se pode verificar na figura 4.4. Esta figura e´ gerada automa-
ticamente atrave´s da framework JENA. Relativamente a` visualizac¸a˜o, optou-se por na˜o usar
esta figura porque no caso de um objeto conter muitos dados associados, e´ impratica´vel uma
boa visualizac¸a˜o e compreensa˜o da figura. Assim, soluc¸a˜o encontrada para uma melhor vi-
sualizac¸a˜o foi ligar todos os atores a um blank node, como explicado na secc¸a˜o 2.2. Desta
forma, conseguem-se ter os no´s mais dispersos, facilitando a sua percec¸a˜o, como e´ ilustrado
na figura 3.3.
4.9 Problemas encontrados
Na elaborac¸a˜o deste projeto surgiram va´rios problemas. A raza˜o fulcral para o surgimento
destes problemas deve-se ao facto desta tecnologia semaˆntica ainda ser muito recente.
Um dos exemplos e´ a biblioteca Apache Jena ( explicado na secc¸a˜o 2.8.5) que e´ usada neste
projeto; esta, ainda tem algumas limitac¸o˜es. No caso de ambientes multi-threaded ainda na˜o
esta´ otimizada, existindo ainda problemas cr´ıticos por resolver, apesar de a u´ltima versa˜o
experimentada ja´ mostrar ind´ıcios de melhorias. Numa versa˜o anterior (a versa˜o que foi
usada inicialmente neste projeto foi a 0.9.0-incubating) problemas de concorreˆncia na˜o eram
evitados, sendo poss´ıvel ler e escrever livremente na mesma TDB com threads diferentes.
Inicialmente, este projeto tinha uma varia´vel partilhada por todas as threads do sistema para
saber se o dataset estaria ”aberto”para escrita ou para leitura. Depois, em Agosto surgiu uma
nova atualizac¸a˜o de JENA, esta comparada a`s duas atualizac¸o˜es feitas anteriormente ofereceu
mais trabalho, pelo facto de muitos dos me´todos usados se encontrarem agora deprecated5. Ate´
a` versa˜o 0.92 apenas eram criados modelos somente em memo´ria vola´til, com esta atualizac¸a˜o
e´ sempre necessa´rio criar um modelo atrave´s do dataset. Inicialmente a aplicac¸a˜o criava
primeiro o modelo em memo´ria e so´ depois e´ que o guardava no dataset. Desta forma o




Figura 4.4: Grafo gerado atrave´s da framework JENA
modelo estivesse conclu´ıdo. Esta alterac¸a˜o exigiu uma atualizac¸a˜o em todos os me´todos onde
fosse necessa´rio manusear esta informac¸a˜o. Mas com esta u´ltima atualizac¸a˜o ja´ e´ poss´ıvel
saber se o dataset esta´ ”aberto”para leitura ou para escrita, evitando o problema de ter uma
varia´vel partilhada por todas as threads existentes.
Mas o maior problema detetado existente no Apache Jena e´ o facto de na˜o ser poss´ıvel
fazer um rollback. Este problema e´ critico, por exemplo, no momento da escrita se acontecer
algum problema obrigando a escrita terminar inesperadamente ira´ corromper um ficheiro da
triplestore. O grande problema e´ que por vezes o ficheiro corrompido e´ o ficheiro onde esta˜o
indexados todos os prefixos ou o ficheiro onde esta˜o indexados os id’s dos tripletos. Basta um
destes dois ficheiros ser corrompido para que a triplestore fique automaticamente inacess´ıvel.
Para evitar esta situac¸a˜o e´ necessa´rio que, de cada vez que o dataset seja ”aberto”para escrita,
seja feito um backup da triplestore. Na˜o basta apenas guardar os ficheiros de indexac¸a˜o porque
a pro´pria gravac¸a˜o de novos elementos podem alterar os ı´ndices da triplestore anterior, para
isso sera´ obrigato´rio fazer uma co´pia integral de toda a triplestore.
Um outro problema encontrado refere-se ao facto da TDB na˜o guardar os prefixos quanto
e´ usado o tdbloader, issue6 ja´ reportado ha´ algum tempo.
A maior fonte de complicac¸o˜es foi exatamente o DBpedia. O DBpedia ja´ existe desde
2007, mas apesar dos cinco anos de existeˆncia, ainda existem bugs e alterac¸o˜es considera´veis.
Um dos bugs que ja´ existe ha´ bastante tempo e´ o facto dos URIs introduzidos na˜o serem desco-
dificados. Isto e´, ao introduzir http://dbpedia.org/resource/Inception %28film%29 e´ diferente
que introduzir http://dbpedia.org/resource/Inception (film)7. Como o servic¸o de lookup do




dos os URIs obtidos pelo servic¸o de lookup. Por outro lado, os URIs obtidos associados a um
determinado objeto ja´ na˜o se encontram codificados no formato URL.
O DBpedia ainda e´ uma ferramenta muito recente, necessitando de constantes modi-
ficac¸o˜es. Estas modificac¸o˜es provocam que as APIs estejam constantemente offline. Por
vezes os servic¸os encontram-se indispon´ıveis durante uma semana.
Um outro problema do DBpedia e´ o facto dos t´ıtulos dos filmes e das se´ries na˜o se en-
contrarem traduzidos. Apesar de conter uma label a indicar que o t´ıtulo esta´ em portugueˆs,
muitas vezes este encontra-se em ingleˆs.
Toda a informac¸a˜o associada a filmes e se´ries ainda se encontram muito incompleta. DBpe-
dia deveria ter associado a cada filme e se´rie informac¸o˜es como a classificac¸a˜o, banda sonora,
atores, capas, entre outros dados, como foi anunciado pelo DBpedia[20]; mas muita dessa
informac¸a˜o ainda na˜o se encontra dispon´ıvel. Uma grande melhoria que esta´ a ser implemen-
tada e´ o processo que permite a conversa˜o da informac¸a˜o da Wikipe´dia para RDF, com a
consequente disponibilizac¸a˜o na Web.
A` medida que este projeto se foi desenrolando va´rios dos problemas ja´ identificados foram
sendo resolvidos. Apesar das alterac¸o˜es implicarem, por vezes, a reescrita do co´digo, estas
permitiram otimizac¸o˜es ao n´ıvel de:
• Migrac¸a˜o dos URLs conforme a especificac¸a˜o dos tripletos;
• Servidor ja´ aceita nomes que contenham um slash;
• Valores normalizados (ja´ na˜o aparece tempo do filme como 11640.000000 (xsd:double))
Por fim um u´ltimo problema encontrado, e´ o facto de alguns filmes que se encontram no
Wikipe´dia e na˜o no DBpedia. Por exemplo o filme ”O Artista”, atrave´s do servic¸o lookup do
DBpedia, de todos os resultados obtidos nenhum e´ referente ao filme mais conhecido. Ate´ ao
meˆs de Agosto existia um site8 que permitia explorar o DBpedia livremente e procurar mais
facilmente o que se pretendia atrave´s do browser. Por vezes, o filme desejado encontrava-se
realmente no DBpedia mas o nome encontrava-se de um modo diferente ou simplesmente
o servic¸o de lookup na˜o o encontrava apesar de la´ estar. De acordo com o exemplo referido
anteriormente, relativamente ao filme ”O Artista”, o nome original ”The Artist” e´ encontrado






Com este projeto foi poss´ıvel verificar a utilidade que a semaˆntica nos oferece. Com a
semaˆntica a pesquisa da informac¸a˜o torna-se mais eficiente, conseguindo obter com maior
exatida˜o o que e´ procurado. O conteu´do da informac¸a˜o encontrada e´ mais elaborado e fide-
digno.
Atrave´s deste projeto foi poss´ıvel obter informac¸a˜o televisiva de uma forma mais intera-
tiva, de modo que tanto os utilizadores como as aplicac¸o˜es consigam encontrar a informac¸a˜o
desejada de uma forma mais ra´pida e eficiente. Com este projeto e´ poss´ıvel criar mais uma
fonte de informac¸a˜o semaˆntica, ajudando assim ao crescimento da Web 3.
Contudo, verifica-se que esta tecnologia e´ muito recente. Ao desenvolver uma aplicac¸a˜o
utilizando a Web Semaˆntica facilmente surgem problemas pelo facto de muitas tecnologias
usadas na˜o se encontrarem num estado esta´vel para a sua utilizac¸a˜o. Mas quando estas
tecnologias se encontrarem numa fase mais madura, estou convicto que estas revolucionara˜o
a Web.
Quando as fontes deste projeto se encontrarem mais esta´veis, existe um conjunto de tarefas
que podem ser exploradas e elaboradas, tanto ao n´ıvel de pesquisa como ao n´ıvel de explorac¸a˜o
de dados. Neste sistema destacam-se as seguintes oportunidades de trabalho futuro: Nı´vel de
profundidade, Ambiente gra´fico interativo, Backups inteligentes e automatizados e Machine
learning.
Nı´vel de profundidade: depois da ontologia do DBpedia se encontrar conclu´ıda, ja´ se
pode criar um diciona´rio com um nu´mero significativo de propriedades. Deste modo sera´
poss´ıvel evitar ciclos. Para isso, e´ necessa´rio o conhecimento de propriedades sime´tricas,
reflexivas e transitivas. Somente assim e´ poss´ıvel explorar dinamicamente com n´ıveis de
profundidade aleato´rios.
Ambiente gra´fico interativo: no caso de clicar num dos no´s no gra´fico criado por esta
aplicac¸a˜o o no´ podera´ deslocar-se para o centro da imagem, mas seria interessante o sistema
comec¸ar a pesquisar pelas ligac¸o˜es que se encontram diretamente ligadas a esse no´. Os n´ıveis
de profundidade podiam ser ajustados, sendo desta forma poss´ıvel configurar o tamanho
desejado do grafo.
Backups inteligentes e automatizados: como a TDB na˜o se encontra preparada para
a recuperac¸a˜o de ficheiros, a criac¸a˜o de um sistema que gere um backup antes de ser efetuada
uma escrita e´ algo a considerar. Uma simples co´pia total da TDB seria uma possibilidade,
mas seria muito lenta e requeria sempre que o backup fosse efetuado num servidor com o
dobro do espac¸o de armazenamento. O ideal seria criar um sistema que apenas guardasse um
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histo´rico das alterac¸o˜es feitas
e apenas guardasse o que foi alterado antes de ser efetivamente alterado.
Desta forma, no caso de ocorrer algum erro sera´ poss´ıvel a sua recuperac¸a˜o. Caso todas
as transac¸o˜es sejam bem efetuadas, este histo´rico pode ser apagado. Assim, o sistema sera´
ra´pido e na˜o necessitara´ de tantos recursos.
Machine learning: para criar uma ontologia adequada a` pesquisa que e´ feita ao pro´prio
cliente. Apesar de ambicioso, criar um motor de pesquisa semaˆntico que ”aprenda”os nossos
gostos seria um enorme avanc¸o desta tecnologia. Pelo facto desta tecnologia ter uma ontologia
associada, o sistema espera encontrar todos os objetos que ela define, mas no caso de surgir um
objeto desconhecido para a ontologia, o sistema na˜o sabe lidar com isso. Com o decorrer do
tempo, uma ontologia podera´ tornar-se incompleta. O ideal seria retirar a ontologia esta´tica
e criar uma dinaˆmica atrave´s de me´todos de machine learning. Com machine learning sera´
poss´ıvel coletar informac¸a˜o suficiente da Web, permitindo a ana´lise de forma a que o sistema
consiga ”aprender”o que existe no mundo bem como todas as relac¸o˜es existentes.
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A.1 Resposta da API Frebase
{
” s t a t u s ” : ”200 OK” ,
” r e s u l t ” : [
{
”mid ” : ”/m/0661 q l3 ” ,
” id ” : ”/ wik iped ia / i t i d /2539984” ,
”name ” : ” Incept i on ” ,
” notab le ” : {
”name ” : ”Film ” ,
” id ” : ”/ f i l m / f i l m ”
} ,
” lang ” : ”en ” ,
” s co r e ” : 441.390808
} ,
{
”mid ” : ”/m/03 qcfvw ” ,
” id ” : ”/en/ g i j o e r i s e o f c o b r a ” ,
”name ” : ”G. I . Joe : The Rise o f Cobra ” ,
” notab le ” : {
”name ” : ”Film ” ,
” id ” : ”/ f i l m / f i l m ”
} ,
” lang ” : ”en ” ,
” s co r e ” : 143.888687
} ,
{
”mid ” : ”/m/0 bty f5z ” ,
” id ” : ”/ wik iped ia / e n t i t l e / R i s e o f t h e P l a n e t o f t h e A p e s ” ,
”name ” : ” Rise o f the Planet o f the Apes ” ,
” notab le ” : {
”name ” : ”Film ” ,
” id ” : ”/ f i l m / f i l m ”
} ,
” lang ” : ”en ” ,
” s co r e ” : 140.594330
} ,
{
”mid ” : ”/m/01322 j ” ,
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”name ” : ”A Origem Do Mal” ,
” notab le ” : {
”name ” : ” Musical Recording ” ,
” id ” : ”/ music/ t rack ”
} ,
” lang ” : ”en ” ,
” s co r e ” : 93.053253
} ,
{
”mid ” : ”/m/0 sy j04 ” ,
”name ” : ”A Origem Da F e l i c i d a d e ” ,
” notab le ” : {
”name ” : ” Musical Recording ” ,
” id ” : ”/ music/ t rack ”
} ,
” lang ” : ”en ” ,
” s co r e ” : 72.094627
} ,
{
”mid ” : ”/m/010934d” ,
”name ” : ”A Origem do Drama” ,
” notab le ” : {
”name ” : ” Musical Recording ” ,
” id ” : ”/ music/ t rack ”
} ,
” lang ” : ”en ” ,
” s co r e ” : 65.479202
} ,
{
”mid ” : ”/m/0 lhvqdq ” ,
”name ” : ”A Origem Do Mal” ,
” notab le ” : {
”name ” : ” Re lease t rack ” ,
” id ” : ”/ music/ r e l e a s e t r a c k ”
} ,
” lang ” : ”en ” ,
” s co r e ” : 60.660229
} ,
{
”mid ” : ”/m/0 kwhjc ” ,
”name ” : ”A Origem do Drama” ,
” notab le ” : {
”name ” : ” Re lease t rack ” ,
” id ” : ”/ music/ r e l e a s e t r a c k ”
} ,
” lang ” : ”en ” ,
” s co r e ” : 58.725018
} ,
{
”mid ” : ”/m/0 lb7d2 f ” ,
”name ” : ”A Origem Da F e l i c i d a d e ” ,
” notab le ” : {
”name ” : ” Re lease t rack ” ,
” id ” : ”/ music/ r e l e a s e t r a c k ”
} ,
” lang ” : ”en ” ,




”mid ” : ”/m/03 cwf t ” ,
” id ” : ”/en/ denominacao de or igem contro lada ” ,
”name ” : ”Denomina\u00e7\u00e3o de Origem Controlada ” ,
” lang ” : ”en ” ,
” s co r e ” : 10.632284
} ,
{
”mid ” : ”/m/0 v5 h3 ” ,
”name ” : ” Cava l e i r o s do Fogo da Origem ( ou A Com\u00e9dia dos Erros ) ” ,
” notab le ” : {
”name ” : ” Musical Recording ” ,
” id ” : ”/ music/ t rack ”
} ,
” lang ” : ”en ” ,
” s co r e ” : 7 .102197
} ,
{
”mid ” : ”/m/044 z2s4 ” ,
” id ” : ”/ wik iped ia / images /commons id /359869” ,
”name ” : ” Fotog ra f i a do a s s a l t o a banco , em 1973 , que deu origem ao nome
da s \u00edndrome ” ,
” notab le ” : {
”name ” : ”Content ” ,
” id ” : ”/ type / content ”
} ,
” lang ” : ”en ” ,
” s co r e ” : 5 .886347
} ,
{
”mid ” : ”/m/0 lpg21 f ” ,
”name ” : ” Cava l e i r o s do Fogo da Origem ( ou A Com\u00e9dia dos Erros ) ” ,
” lang ” : ”en ” ,
” s co r e ” : 5 .533295
} ,
{
”mid ” : ”/m/01 k h j f ” ,
” id ” : ”/en/ a p p e l l a t i o n ” ,
”name ” : ” Appe l l a t ion ” ,
” lang ” : ”en ” ,
” s co r e ” : 4 .525324
} ,
{
”mid ” : ”/m/06 k l9xr ” ,
” id ” : ”/en/ vozes da or igem ” ,
”name ” : ”Vozes da origem ” ,
” notab le ” : {
”name ” : ”Book” ,
” id ” : ”/book/book”
} ,
” lang ” : ”en ” ,
” s co r e ” : 4 .481700
} ,
{
”mid ” : ”/m/0682 s t7 ” ,
” id ” : ”/en/ o r i g e m d a s e s p e c i e s ” ,
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”name ” : ”Origem das esp \ u00e9c i e s ” ,
” notab le ” : {
”name ” : ”Book” ,
” id ” : ”/book/book”
} ,
” lang ” : ”en ” ,
” s co r e ” : 4 .481700
} ,
{
”mid ” : ”/m/04 s 4 s r ” ,
” id ” : ”/en/ o r i g i n ” ,
”name ” : ” Orig in ” ,
” lang ” : ”en ” ,
” s co r e ” : 3 .328227
} ,
{
”mid ” : ”/m/01m1k” ,
” id ” : ”/en/common descent ” ,
”name ” : ”Common descent ” ,
” lang ” : ”en ” ,
” s co r e ” : 3 .088909
} ,
{
”mid ” : ”/m/0gmq11” ,
” id ” : ”/en/ dinosaur−b i rd connec t i on ” ,
”name ” : ” Orig in o f b i rd s ” ,
” lang ” : ”en ” ,
” s co r e ” : 2 .893749
} ,
{
”mid ” : ”/m/02 x95z ” ,
” id ” : ”/en/ o r i g i n o f r e p l i c a t i o n ” ,
”name ” : ” Orig in o f r e p l i c a t i o n ” ,
” lang ” : ”en ” ,
” s co r e ” : 2 .866088
}
] ,
” cur so r ” : 20 ,
” co s t ” : 14 ,
” h i t s ” : 95
}
Exemplo A.1: Resposta a` pesquisa do nome A Origem atrave´s do Freebase
A.2 Resposta do Freebase
{
” code ” : ”/ api / s t a t u s /ok ” ,
” r e s u l t ” : [{
” genre ” : [
{
” id ” : ”/en/ t h r i l l e r ” ,
”name ” : ” T h r i l l e r ”
} ,
{
” id ” : ”/m/02 kdv5l ” ,




” id ” : ”/m/03btsm8 ” ,
”name ” : ” Action /Adventure”
} ,
{
” id ” : ”/en/ drama fi lm ” ,
”name ” : ”Drama”
}
] ,
” id ” : ”/m/076 zy g ” ,
”name ” : ” Unstoppable ” ,
” type ” : ”/ f i l m / f i l m ”
} ] ,
” s t a t u s ” : ”200 OK” ,
” t r a n s a c t i o n i d ” : ” cache ; cache03 . p01 . s j c 1 :8101;2012−09−18T01 : 3 8 : 0 3 Z;0007”
}
Exemplo A.2: Resposta a` pesquisa dos ge´neros Unstoppable atravez do Freebase
A.3 Redirect
http :// dbpedia . org / r e sou r c e / I n c e p t i o n ( f i l m )
About to connect ( ) to dbpedia . org port 80 (#0)
∗ Trying 1 9 4 . 1 0 9 . 1 2 9 . 5 8 . . .
∗ connected
∗ Connected to dbpedia . org ( 1 9 4 . 1 0 9 . 1 2 9 . 5 8 ) port 80 (#0)
> GET / re sou r c e / I n c e p t i o n ( f i l m ) HTTP/1 .1
> User−Agent : c u r l / 7 . 2 4 . 0 ( x86 64−apple−darwin12 . 0 ) l i b c u r l / 7 . 2 4 . 0 OpenSSL
/ 0 . 9 . 8 r z l i b / 1 . 2 . 5
> Host : dbpedia . org
> Accept : ∗/∗
>
< HTTP/1 .1 303 See Other
< Date : Sat , 22 Sep 2012 22 : 28 : 48 GMT
< Content−Type : t ex t /html ; cha r s e t=UTF−8
< Connection : keep−a l i v e
< Server : Virtuoso /06 .04 .3132 ( Linux ) x86 64−gener i c−l inux−g l ibc25 −64 VDB
< Accept−Ranges : bytes
< Locat ion : http :// dbpedia . org /page/ I n c e p t i o n ( f i l m )
< Content−Length : 0
<
∗ Connection #0 to host dbpedia . org l e f t i n t a c t
∗ Clos ing connect ion #0
Exemplo A.3: Redirect
A.4 Resposta do Rotten Tomatoes
{
” t o t a l ” : 2 ,
” movies ” : [{
” id ” : ”770672122” ,
” t i t l e ” : ”Toy Story 3” ,
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” year ” : 2010 ,
” mpaa rating ” : ”G” ,
” runtime ” : 103 ,
” c r i t i c s c o n s e n s u s ” : ” De f t ly b lending comedy , adventure , and honest emotion
, Toy Story 3 i s a ra r e second seque l that r e a l l y works . ” ,
” r e l e a s e d a t e s ” : {
” thea t e r ” : ”2010−06−18”,
”dvd ” : ”2010−11−02”
} ,
” r a t i n g s ” : {
” c r i t i c s r a t i n g ” : ” C e r t i f i e d Fresh ” ,
” c r i t i c s s c o r e ” : 99 ,
” a u d i e n c e r a t i n g ” : ” Upright ” ,
” a u d i e n c e s c o r e ” : 91
} ,
” synops i s ” : ” Pixar r e tu rn s to t h e i r f i r s t s u c c e s s with Toy Story 3 . The
movie beg ins with Andy l e a v i n g f o r c o l l e g e and donating h i s be loved toys
−− i n c l u d i n g Woody (Tom Hanks ) and Buzz (Tim Al len ) −− to a daycare .
While the crew meets new f r i e n d s , i n c l u d i n g Ken ( Michael Keaton ) , they
soon grow to hate t h e i r new surroundings and plan an escape . The f i l m
was d i r e c t e d by Lee Unkrich from a s c r i p t co−authored by L i t t l e Miss
Sunshine s c r i b e Michael Arndt . ˜ Perry Se iber t , Rovi ” ,
” p o s t e r s ” : {
” thumbnail ” : ” http :// content6 . f l i x s t e r . com/movie /11/13/43/11134356 mob .
jpg ” ,
” p r o f i l e ” : ” http :// content6 . f l i x s t e r . com/movie /11/13/43/11134356 pro . jpg
” ,
” d e t a i l e d ” : ” http :// content6 . f l i x s t e r . com/movie /11/13/43/11134356 det . jpg
” ,
” o r i g i n a l ” : ” http :// content6 . f l i x s t e r . com/movie /11/13/43/11134356 o r i . jpg
”
} ,
” ab r idged ca s t ” : [
{
”name ” : ”Tom Hanks ” ,
” c h a r a c t e r s ” : [ ”Woody” ]
} ,
{
”name ” : ”Tim Al len ” ,
” c h a r a c t e r s ” : [ ” Buzz Lightyear ” ]
} ,
{
”name ” : ”Joan Cusack ” ,
” c h a r a c t e r s ” : [ ” J e s s i e the Cowgirl ” ]
} ,
{
”name ” : ”Don Ri ck l e s ” ,
” c h a r a c t e r s ” : [ ”Mr . Potato Head ” ]
} ,
{
”name ” : ” Wallace Shawn” ,
” c h a r a c t e r s ” : [ ” Rex ” ]
}
] ,
” a l t e r n a t e i d s ” : {”imdb ” : ”0435761”} ,
” l i n k s ” : {
” s e l f ” : ” http :// api . rottentomatoes . com/ api / pub l i c /v1 .0/ movies /770672122.
54
j s on ” ,
” a l t e r n a t e ” : ” http ://www. rottentomatoes . com/m/ t o y s t o r y 3 /” ,
” ca s t ” : ” http :// api . rottentomatoes . com/ api / pub l i c /v1 .0/ movies /770672122/
ca s t . j son ” ,
” c l i p s ” : ” http :// api . rottentomatoes . com/ api / pub l i c /v1 .0/ movies /770672122/
c l i p s . j s on ” ,
” rev i ews ” : ” http :// api . rottentomatoes . com/ api / pub l i c /v1 .0/ movies
/770672122/ rev i ews . j son ” ,
” s i m i l a r ” : ” http :// api . rottentomatoes . com/ api / pub l i c /v1 .0/ movies
/770672122/ s i m i l a r . j son ”
}
} ] ,
” l i n k s ” : {
” s e l f ” : ” http :// api . rottentomatoes . com/ api / pub l i c /v1 .0/ movies . j son ?q=Toy+
Story+3&p a g e l i m i t=1&page=1”,
” next ” : ” http :// api . rottentomatoes . com/ api / pub l i c /v1 .0/ movies . j son ?q=Toy+
Story+3&p a g e l i m i t=1&page=2”
} ,
” l i n k t e m p l a t e ” : ” http :// api . rottentomatoes . com/ api / pub l i c /v1 .0/ movies . j son ?q
={search−term}&p a g e l i m i t={ r e s u l t s−per−page}&page={page−number}”
}
Exemplo A.4: Resposta a` pesquisa do nome Toy Story atravez do Rotten Tomatoes
A.5 Tempos de queries SPARQL
Query Tempo (ms)
?film ?p ?s 780
?film rdf:type <http://dbpedia.org/ontology/Film>; ?p ?s 802
?film rdf:type <http://dbpedia.org/ontology/Film>;
foaf:name ”Titanic”@en; ?p ?s 674
?film ?p ?s; rdf:type <http://dbpedia.org/ontology/Film>;
foaf:name ”Titanic”@en 7217
?film rdf:type <http://dbpedia.org/ontology/Film>; ?p ?s;
foaf:name ”Titanic”@en 1763
?film rdf:type <http://dbpedia.org/ontology/Film>;
foaf:name ”Titanic”@en; ?p ?s 1263
Tabela A.1: Demonstrac¸a˜o da diferenc¸a temporal com as ordem do Query em va´rias formas









<s t a r r i n g>Incept i on e´ um f i l m e estadun idense de c¸a˜ f i c o ı´ c i e n t f i c a c¸ lanado em
2010 . Escr i to , d i r i g i d o e produzido pe lo aˆ b r i t n i c o Chr i s topher Nolan ,
e s t r e l a o longa Leonardo DiCaprio , Ken Watanabe , Joseph Gordon−Levitt ,
Marion Cot i l l a rd , E l l en Page , Tom Hardy , C i l l i a n Murphy , Di leep Rao , Tom
Berenger e Michael Caine . DiCaprio f a z o papel de Dom Cobb , um a˜ ladro
e s p e c i a l i z a d o em e x t r a i r c¸o˜ in formaes do i n c o n s c i e n t e dos seus a lvo s
durante o sonho . Incapaz de v i s i t a r seus f i l h o s , Cobb tem a chance de eˆv−
l o s em troca de um u´ l t imo traba lho : f a z e r a c¸a˜ i n s e ro , p lantar a origem de
uma i d e i a na mente de um r i v a l de seu c l i e n t e . O desenvolv imento do
f i l m e c¸comeou em 2001 , quando Nolan esc reveu um tratamento de 80 a´pg inas
sobre o˜ l a d r e s de sonhos , apresentando a i d e i a para a Warner Bros . A
o´ h i s t r i a f o i o r i g ina lmente concebida como um f i l m e de c¸a˜ao , i n s p i r a d o nos
c o n c e i t o s de sonhos u´ l c i d o s e c¸a˜ incubao de sonhos . Sentindo que
pr e c i s ava de mais eˆ e x p e r i n c i a em f i l m e s de grande c¸oramento , Nolan optou
por outros longas e dec id iu t raba lha r mais s e i s meses no r o t e i r o de
Incept i on antes que a Warner o comprasse , em f e v e r e i r o de 2009 . As
f i lmagens passaram por s e i s ı´pases e quatro cont inente s , c¸comeando em
o´Tquio , em junho de 2009 , e terminando no a´Canad , em novembro do mesmo
ano . O compositor Hans Zimmer oˆcomps a t r i l h a sonora do f i l m e usando
t r e cho s da c¸a˜cano ”Non , j e ne r e g r e t t e r i e n ” , de Edith Pia f . Incept i on
teve um c¸oramento o f i c i a l de US$ 160 o˜milhes , d i v i d i d o o custo ent re a
Warner e a Legendary P i c tu r e s . A c¸a˜ reputao e o suce s so de Nolan obt idos
com The Dark Knight ajudou a consegu i r mais US$ 100 o˜mi lhes para
c¸a˜d ivu lgao . Incept i on teve sua e´ e s t r i a em Londres , no dia 8 de ju lho de
2010 , e f o i c¸ lanado em cinemas convenc iona i s e IMAX no dia 14 de ju lho de
2010 . Impulsionado pe la boa ı´ c r t i c a , arrecadou US$ 823 .576 .195 na
b i l h e t e r i a mundial . Foi ind i cado a o i t o Oscars , i n c l u i n d o Melhor Filme ,
vencendo em quatro ca t ego r i a s , Melhor Fotogra f ia , Melhores E f e i t o s
Visua is , Melhor c¸a˜Edio de Som e Melhor Mixagem de Som.</ s t a r r i n g>
<rat ing >86</rat ing>
</TVDATABASE>
Exemplo A.5: XMLAPI
A.7 Me´dia de tempo de pesquisa SPARQL
Idioma Tempo demorado (segundos)
Ingleˆs 2
Portugeˆs 55
Tabela A.2: Me´dia de tempo de pesquisa SPARQL
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