For over two decades, software psychology researchers have been developing insights to software productivity and quality by investigating builders and users of software. This research has been diverse in both its approach and its impacts. It has introduced systematic behavioral measurement into the software development process and into research on new software techniques and technologies, and has also opened up new social and cognitive interpretations of software processes 15,121. We now see evidence of a n.ew thrust in software psychology coming to the fore, one in which usability researchers are direct participants in the definition and creation of new software artifacts. We call this paradigm Ecological Design, to emphasize (1) that realistic software situations are being confronted on their own terms, and (2) that the work is directed toward design results, not merely toward evaluation and description in the service of design goals.
The reorientation towards studying teamwork was prompted in 1971 by Weinberg and followed by a few researchers at that time, but the movement has accelerated with the recent and intense interest in computer supported collaborative work. [IS] . This was apparent in the papers presented at the two workshops on Empirical Studies of Programmers [lo, 131. An accompanying shift has also occurred in the software engineering community. The traditional waterfall model of software development with the precise specification of a provable topdown design is giving way to newer exploratory styles of program development that emphasize rapid prototyping and iterative refinement. The shift from product to process also puts greater emphasis on team The three papers in this special section exemplify this new paradigm. Rosson, Maass, and Kellogg and Curtis, Krasner, and Iscoe describe highly qualitative studies of professional designers that produced specific technical proposals for improving software tools and the coordination of project management, an assessment of major bottlenecks, and a new framework for thinking about software design as a learning and communication process. Soloway, Pinto, Letovsky, Littman, and Lampert describe the design and exploration of software documentation that grew out of similarly qualitative studies of program maintenance.
We caution that this research paradigm is still in its infancy: setting design requirements and developing prototypes are not traditional activities of psychological researchers. These roles are still emerging, still being reconciled with the earlier paradigms. The particular projects highlighted here are only the beginning; the field continues to evolve, as more researchers are attracted, as more topics are explored, as more methods are developed. Thus, despite the shortcomings of any a hypothesis testing procedure. It is interpretive, inducparticular project, the trajectory of this paradigm seems tive; it seeks to discover, not merely to confirm or disclear to us: it is the development of ideas that directly confirm. It typically involves collecting information impact productivity and quality in software. Indeed, over a significant span of time to eliminate ephemeral part of our intention in presenting this special section is effects. Monitoring patterns of actual use of a software to encourage more and more rapid development of the environment often supplement the more direct internew paradigm.
view and protocol techniques.
WORKING OUTSIDE THE LABORATORY Software design takes place in software shops, not in psychological laboratories. To be pertinent, empirical work must confront design problems on their own terms: it must address whole problems while they are still technologically current and when their resolution can still constructively impact the direction of technological evolution. Software psychology in the paradigm of ecological design takes place in software shops.
This work stresses richer analyses of software professionals working on realistic tasks. The main research setting for this work is the case study. A case study can begin and end anywhere in the task-artifact cycle. The key requirement is access to real situations. Case study task analysis usually consists of the collection of detailed, qualitative information (for example, thinking aloud protocols, interviews). Such data are arbitrarily rich: they can be returned to and analyzed from many different perspectives. The typical approach is to make videotapes to create a vivid and permanent data library.
Inasmuch as the chief goal of task analysis in the taskartifact cycle is to produce requirements for subsequent design work, this places emphasis on identifying big factors-big needs, big usability problems. Thus, one typical output of this phase is an error taxonomy, a qualitative theory of what is giving the user trouble, how it is happening, what users are doing as a consequence, etc. The complexity and rapid evolution of software technology requires richer and more openended methods than the one-off hypothesis testing of the human factors evaluations and cognitive description approaches.
There are some clear tradeoffs here. Rather than collect a few pieces of information (error rates, task times) about many individuals, this work seeks to collect lots of information from perhaps a small number of individuals. Studying unique situations at a fine grain of detail will generally not produce information suitable for conventional statistical analysis. Statistical approaches must assume a large population of comparable events. But the most important events in the use of softwarethe contextualized details of meaningful interaction, and of how meaningful interaction breaks down-are not always easily added up and averaged. The critical stuff of usability, in this view, are the semantics and pragmatics of singular cases. content (consider any discussion of the rationales for structured programming or object-oriented programming). The challenge is to describe more effective ways to infuse and systematize this psychological content in software design. Carroll and Campbell [4] outline a research strategy that can be seen in various emerging ecological design projects. They introduce the notion of the "task-artifact cycle": psychological analysis of the tasks people want to perform, coupled with the problems, insights, and satisfactions they experience, followed by setting the objectives for new software tools, constrained by technological feasibility. New tools, in turn, alter the tasks for which they were designed, indeed, alter the situations in which the tasks occur iand even the conditions that cause people to want to engage in the tasks. This creates a need for further task a.nalysis, and in time, for the design of further artifacts.
While ecological design is still an emerging approach, one can identify projects that illustrate some of the major themes, that is, projects in which psychological rationales are driving the design of new software artifacts for real situations. Key to all these projects is the attempt to integrate psychological task analysis of real work situations with the development of new software artifacts to improve usability, productivity, and sa'tisfaction.
Soloway and colleagues, working at the NASA/Jet Propulsion Laboratory, have completed several cycles of task analysis/artifact design in the area of software documentation; psychological analyses of the role and use of documentation in software maintenance were the driving forces behind the design of several different forms of documentation (see paper this issue, and 181, [9], [la]). For example, they found that a typical strategy of professional programmers for using the documentation (the as-needed strategy) often resulted in subjects missing key information about the non-local interactions in the program; this observation drove the design of a version of the documentation that attempted to make that key information more readily accessible.
Anderson and his collaborators have codified their analyses of how students learn to program in Lisp [I] into the design of tutoring systems for teaching Lisp [2, 11] .
The tutor is now in regular use in several Lisp curricula, and its performance compares quite favorably with more standard lecture methods of instruction.
We see the emergence of a more proactive role for cognitive and social science in the invention of new software technology as critically important to the more traditional goals of software psychology, namely, facilitating productivity and quality in software, and developing more powerful and conceptuallv interesting theoretical models. We see the possibility of this role as deriving both from the genuine research successes in software psychology and from the two decades of practical experience that software psychologists have attained. Software technology is complex and fragmented. To play a directive role in the development of these technologies, one must be intimately and broadly involved: ideas come from the informed confrontation of what is with what should be/what needs to be. It is our sense that the field of software psychology has matured to a point where it can play a leading role in this invention/exploration process. The papers presented here have been refined through a highly collaborative and intense reviewing process. We gratefully acknowledge the important role played by the reviewers in generating an excellent set of papers.
