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Résumé 
Ce travail présente l'interface de spécification du serveur d'objets d'un système 
multi-agents composé d'agents artificiel et d'agents humains. Nous étudions la notion 
d'agent et la méthode d'analyse d'un sytème multi-agents. Nous présentons ensuite le 
serveur d'objets de ce système multi-agents et les concepts sous-jacents. Nous exposons 
le méthode de modélisation des interactions entre les agents humains et les agents 
artificiels. Nous terminons par la présentation de l'interface que nous avons réalisée. 
Abstract 
This work presents the specification interface of an objects server in a multi-
agents system compound of artificial agents and human agents. We at first talk about 
the notion of agent and the analysis method of a multi-agents system.We present the 
objects server of this system and the underlying concepts. We expose the modelisation 
method of interations between human agents and artificial agents. We finish with the 
presentation of the interface we have implemented. 
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◄illl!ttroduction 
·.;.:.::::::::::::::::=· 
·.;.;.::::::::=· 
Ce travail fait partie d'un vaste projet dans le domaine de l'intelligence artificielle 
distribuée. Ce projet a pour nom SMAUL, acronyme de Systèmes Multi-Agents 
Université Laval, il vise à élaborer un environnement de conception de systèmes multi-
agents. Ce projet est mené par l'équipe de B.MOULIN à l'Université Laval de Québec. 
Cet environnement doit permettre des interactions entre des personnes (agents 
humains) et des machines (agents artificiels). Ces différents agents sont autonomes du 
point de vue des prises de décisions, de leurs comportements ainsi que de la gestion de 
leurs données. 
Les différents agents communiquent et interagissent entre eux afin résoudre un 
problème commun; pour cela ils élaborent un ou plusieurs artefacts. Un artefact est une 
structure de connaissances concrètes (exemple : un objet manufacturé telle une guitare) 
ou de connaissances abstraites (exemple : la planification d'une série de réunions). 
Les agents artificiels peuvent ainsi être répartis sur plusieurs ordinateurs et 
communiquent entre eux par l'intermédiaire d'un réseau local de communication. 
Nous allons présenter dans le chapitre 1 le système multi-agent SMAUL, et 
principalement le fonctionnement des agents. 
Nous allons dans le chapitre 2 présenter le serveur d'objets de SMAUL, tant du 
point de vue de la structuration de ses données que du formalisme de son langage 
d'accès. 
Le chapitre 3 décrira les systèmes d'interfaces et plus particulièrement 
SYGECON (SYstème de GEstion de CONversations) qui est l'outil développé dans le 
cadre du projet SMAUL permettant la réalisation d'interfaces entre un agent artificiel et 
un agent humain. 
Le dernier chapitre présentera notre apport spécifique au projet SMAUL, c'est-à-
dire l'implémentation de l'interface permettant l'édition de requêtes adressables au 
serveur d'objets de SMAUL. 
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SMAUL, un environnement de conception de systèmes multi-agents. 
Nous allons présenter dans ce chapitre l'environnement multi-agents dans lequel 
s'est déroulé notre travail. Cet environnement est composé d'agents humains et 
artificiels interagissant dans un but commun. 
La communication entre les différents agents artificiels s'effectue sous la forme 
d'actes de discours [SEAR79]. Ces actes de discours sont des messages structurés que 
nous définirons ultérieurement. 
La figure 1.1 reprend l'architecture générale des systèmes multi-agents. Les 
interactions entre agents humains et artificiels s'effectuent aussi par actes de discours 
mais un interprète traduit ces actes en interfaces conviviales. Ces interfaces rendent 
plus aisées les conversations avec les agents artificiels. Dans l'exemple 1. 1 il n'y a 
qu'un seul agent humain interagissant avec un agent artificiel, cependant il est possible 
d'en avoir bien plus. 
Agent 
humain 
1 
Conversation 
1 
Agent 
artificiel 1 
1 
Agent 
artif iciel 2 
1 
• • • 
Agent 
artificiel n 
1 
Base de données 
du serveur d'objets 
Serveur 
d'objets 
1 Réseau local de télécommunication 
~-------------~ 
Figure 1.1 - Architecture globale de systèmes multi-agents 
Le serveur d'objet apparaissant sur la figure 1.1 est un agent particulier qui est 
chargé de gérer l'ensemble des objets composant les artefacts manipulés par les autres 
agents. Le serveur d'objet possède donc une base de connaissances où il stocke toutes 
ces informations. 
Nous allons dans un premier temps étudier l'architecture des agents de ces 
systèmes multi-agents; nous analyserons ensuite succintement le système générique de 
groupes transitoires utilisés lors de l'élaboration d'un tel système. 
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Les agents de ces systèmes multi-agents sont autonomes, ils gèrent leur 
comportement, leurs données ainsi que leurs décisions. Le comportement des différents 
agents est déterministe; un agent réagit aux stimuli extérieurs et modifie ses états en 
conséquence. 
Ces stimuli extérieurs peuvent se présenter sous plusieurs formes ; nous avons 
déjà fait référence aux messages que les agents s'envoyent, il est possible de même de 
faire intervenir le facteur temps de façon à pouvoir coordonner les actions de certains 
agents. 
Tout agent est composé d'une base de données locale reprenant l'ensemble de ses 
états, ainsi que d'un ensemble de plans déterminant les réactions de celui-ci lorsque 
certaines conditions se présentent. Un agent peut être composé d'un nombre important 
de plans, ces plans sont eux-mêmes composés d'un ensemble de références aux états du 
système ainsi que de transitions. Afin de clarifier la spécification des agents lors de 
l'élaboration de ces plans, la notion de rôle a été introduite. Ceci fournit un niveau 
supplémentaire d'abstraction ; la figure 1.2 illustre la découpe finalement obtenue. 
Système multi-agents 
Agent1 Agent2 Agent x 
Rôle 1.1 Rôle 1.2 Rôle 1.y 
~
Plan 1 .1 .1 Plan 1 .1 .2 Plan 1.1.z 
Figure 1.2 - Hiérarchie des niveaux d'abstraction . 
Cette notion de rôle permet de séparer distinctement les différentes fonctions que 
peut jouer un agent donné. Par exemple, dans le cadre d'un jeu de société, un agent 
pourra jouer soit le rôle de joueur, soit le rôle de banquier [CA YP92] . 
Chaque rôle est donc décomposé en un ensemble de plans, ces plans sont eux-
mêmes décomposés en un ensembles de groupes transitoires . Ces groupes transitoires 
sont composés de trois parties comme le monre la figure 1.3 ; 
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Partie 
activation 
Partie 
action 
Partie 
effet 
Figure 1.3 - Composante d'un groupe transitoire . 
• Une partie 'activation' : cette partie est composée d'une série de préconditions. 
Ces préconditions sont elles-mêmes décomposées en conditions. Pour qu'une 
précondition soit vérifiée, il faut que toutes ses conditions le soient aussi. Par 
contre pour que la partie action soit exécutée, il suffit qu'une seule des 
préconditions soit vérifiée. Les conditions portent le nom d'éléments 
déclencheurs d'une précondition d'activation. Nous étudierons par la suite les 
différents types d'éléments déclencheurs. 
• Une partie 'action' : c'est dans cette partie que réside le code qui va être 
exécuté lorsqu'une précondition d'activation sera vérifiée. Il s'agit en fait de 
processus, l'appellation de 'transition' à été donnée par L.Cloutier [CLOU91]. 
• Une partie 'effet' : cette partie est composée d'un ensemble d'effets disjoints. 
Après l'exécution du code, un de ces effets va être déclenché. Chacun des 
effets est décomposé en une série d'éléments déclenchés. Nous détaillerons par 
la suite les différents types d'éléments déclenchés. 
Tout groupe transitoire possède au moins une précondition d'activation sans quoi 
il ne serait jamais déclenché. De même tout groupe transitoire possède au moins un 
effet, ne serait-ce que pour indiquer que l'action a été exécutée. 
L'ensemble des éléments que nous venons de définir sont à la base de la 
dynamique des agents. Nous allons à présent étudier les différents éléments 
déclencheurs ainsi que les éléments déclenchés pouvant intervenir dans un groupe 
transitoire. Ceux-représentent les éléments les plus simples étant donné qu'ils ne sont 
pas décomposables. 
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2.1. Les éléments déclencheurs 
Ils existe 5 types différents d'éléments déclencheurs de transitions; ceux-ci sont 
repris sur la figure 1.4 en respectant le formalisme en rigueur. 
Consultation d'un état 
du système 
Consultation d'un état 
d'un élément de la base 
de données 
Elément de la base 
x de données 
état 
Arrivée d'un événement 
E l 
Environnement 
3 
~ (0 
<D 
Transition 
Déclencheur temporel 
sans délai 
figure 1.4 Eléments déclencheurs 
Voici la description de chacun de ces éléments déclencheurs : 
Marque 
temporelle 
• Consultation d'un état d'un élément de la base de données : si l'élément de la 
base de données est dans l'état spécifié par 'état', alors la condition est 
vérifiée. Les éléments stockés dans la base de données correspondent à la 
mémoire à long terme de l'agent. 
• Consultation d'un état du système : les états auxquels nous faisons référence 
ici sont des états qui sont stockés à plus court terme, mis à part cela, le 
fonctionnement est similaire à l'élément déclencheur précédent. Le 't' entouré 
d'un cercle est facultatif ; il permet d'indiquer si la consultation est transitoire, 
auquel cas l'état sera détruit si la précondition d'activation dont il fait partie est 
déclenchée. 
• Arrivée d'un événement : sur le schéma 1.4, l'événement considéré est un 
message en provenance de l'élément extérieur 'environnement'. Dès qu'un 
événement correspondant à la description de la condition survient, celle-ci est 
activée et l'événement est détruit. Dans l'exemple 1.4, l'agent extérieur est 
l'environnement, c'est-à-dire n'importe quel agent extérieur. Cependant, il est 
possible de spécifier un agent précis comme devant être émetteur de 
l'événement. 
Les événements reçus étant majoritairement des messages, v01c1 une 
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description des différents éléments les constituant: 
- Le type du message, à savoir : 'demande' ou 'commande' en cas de 
messages directifs, ou bien 'informe' en cas de messages assertifs. Ceux-
ci seront généralement envoyés en réponse à un message de type directif. 
- La force du message ; celle-ci représentée par un chiffre de l(important) 
à 5(peu important) permet d'indiquer l'importance accordée à ce 
message. 
- Le destinataire indique l'agent à qui est destiné le message. 
- L'émetteur indique l'agent qui est à l'origine de ce message. 
- Le corps du message étant le dernier paramètre. 
• Déclencheur temporel sans délai : cette condition va être activée au moment 
précisé par la marque temporelle. Cette marque doit être fixe dans le temps. 
• Déclencheur temporel avec délai : cette condition permet de déclencher une ou 
plusieurs transitions dans un certain intervalle de temps. Le délai, nombre 
positif ou négatif, permet de préciser la grandeur de cet intervalle. La marque 
temporelle représentera une des deux bornes de l'intervalle, la seconde borne 
étant calculée par la sommation du délai et de la marque temporelle. 
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2.2 Les éléments déclenchés 
Etudions à présent les sept types d'éléments déclenchés repris sur la figure 1.5. 
Elément de la base 
de données 
nouvel état 
Modification 
d'un état d'un 
élément de la 
Etat du 
système 
base de données Création 
d'un état 
Transition 
E l 
du syStème Destruction 
d'un état du _____ _, Environnement 
système Modification 
d'un état du Envoi d'un message 
système 
figure 1.5 Eléments déclenchés 
Voici la description de chacun de ces éléments déclenchés : 
Marque 
temporelle= 
Valeur 
Marque 
Marque temporelle 
temporelle prédéfinie 
Marque 
temporelle 
instantanée 
• Modification d'un état d'un élément de la base de données : une fois cet 
élément déclenché, l'élément de la base de données prend l'état indiqué par 
'nouvel état'. 
• Création, destruction et modification d'un état du système : ces éléments 
entraînent respectivement la création, la destruction et la modification d'un état 
du système. 
• Envoi de message : cet élément permet de créer un événement, tel que l'envoi 
d'un message, lors de son déclenchement. Le ou les destinataires de 
l'événement sont toujours précisés, dans ce cas-ci il s'agit de 'environnement' 
ce qui signifie qu'aucun destinataire précis ne doit être pris en compte. 
• Marque temporelle instantanée : cet élément permet d'affecter la valeur du 
temps à l'instant du déclenchement à une marque temporelle donnée. 
• Marque temporelle prédéfinie : cet élément permet d'affecter une valeur 
prédéfinie à une marque temporelle donnée. 
Tous les éléments que nous venons d'étudier tant du point de vue des éléments 
déclencheurs que des éléments déclenchés font appel à des concepts dynamiques. Il 
existe cependant encore deux types d'éléments n'y faisant pas appel, il s'agit de la 
consultation et de la mise à jour d'un objet de la base de données du serveur d'objets. La 
figure 1.6 reprend le formalisme de représentation de ces deux types d'éléments. 
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Consultation d'un objet 
j Objet à consulter 
Transition 
~ 1 Objet à mettre à Jou) 
Mise à jour d'un objet 
figure 1 .6 Eléments de base non liés aux concepts dynamiques 
• Consultation d'un objet : cet élément est activé lorsque l'objet à consulter est 
disponible. 
• Mise à jour d'un objet : une demande de mise à jour de l'objet est envoyée au 
serveur d'objets. 
Les accès au serveur d'objets se font ainsi de manière tout à fait transparente. 
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2.3 Le système générique de groupes transitoires 
La modélisation des plans constituant les agents s'effectue en trois étapes suivant 
la méthode EPAS [MOUL85] : 
1- Une découpe du système en agents distincts. 
2- Chaque agent est décomposé en un ensemble de rôles. 
3- Ces rôles sont eux-mêmes décomposés en plans; cette étape peut être divisée 
en 3 parties : 
• La construction des plans de l'agent, autrement dit des diagrammes EPAS. 
• La modélisation des données. 
• La construction des diagrammes de transition par raffinement des plans de 
l'agent construits auparavant. 
Un outil permet de créer ainsi que de gérer les plans composant les agents du 
système. Cet outil d'aide à la conception porte le nom de SGGT (Système Générique de 
Groupe Transitoire). Celui-ci remplit donc deux rôles distincts: 
• Le rôle d'outil d'aide à la programmation des agents . La programmation de 
l'ensemble des agents va se réaliser en trois étapes comme décrit dans 
[CLOU93a]; 
- Déclaration de chaque agent au système ainsi que l'ensemble des rôles 
composant ces agents. 
- Déclaration de tous les plans raffinés en diagrammes de transitions repris 
dans les différents rôles. Le système va alors générer le code définissant 
les différents groupes transitoires dans un langage textuel. 
- Remplissage du corps de chacun des processus, et ce pour chaque plan. 
La version que nous avons utilisée de SGGT proposait une introduction des 
données plus aisée grâce à une interface conviviale. Celle-ci permet de plus un 
gain de temps considérable. 
• Le rôle d'exécutant des plans composant les différents agents du système. 
SGGT est composé également d'un moteur d'exécution des plans des agents ; 
ce moteur va, à tout moment, vérifier si la précondition d'une transition est 
respectée, dans ce cas, il va lancer l'exécution de cette transition. Le SGGT va 
de même déclencher la postcondition adéquate une fois la transition exécutée. 
Le moteur du SGGT utilisera pour cela la définition des différents groupes 
transitoires dans le langage textuel. 
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__ ,_____ JI■■ 
Nous venons de présenter les principes generaux des systèmes multi-agents 
réalisables dans le cadre du projet SMAUL. L'objectif de notre travail consistait à 
développer une interface permettant d'écrire des requêtes d'accès aux objets de la base 
de données. Ces requêtes seront directement adressables au serveur d'objets. L'intention 
finale est d'intégrer notre travail dans l'interface déjà existante du SGGT pour spécifier 
les éléments déclencheurs et les éléments déclenchés. 
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1.1. Introduction 
Le serveur d'objets de SMAUV constitue le S.G.B.D.2 du système multi-agent. 
Comme dans tout S.G.B.D., SMAUL est basé sur un modèle de données, en 
l'occurrence sur un modèle de données orienté objets. Dans une première partie, nous 
allons présenter les modèles de données orientés objets, en les replaçant dans une 
perspective historique. A la suite de quoi nous analyserons le noyau du serveur d'objets 
de SMAUL afin de pouvoir en saisir le fonctionnement interne. Enfin, nous décrirons 
le langage d'accès aux données, associé au modèle spécifique. 
Dans la deuxième section de ce chapitre, nous allons donc présenter les modèles 
de données orienté objets. Depuis les débuts de l'informatique, des recherches sont 
effectuées afin de parvenir à des représentations de données qui soient de plus en plus 
proches de nos propres représentations cognitives. L'évolution des S.G.B.D., 
schématisée sur la figure 2.1, est tout à fait révélatrice de ces recherches. [PARS 89] 
IMS System 2000 
CODASYL TOTAL ADABAS 
i:l!l!~!l1~41llllil:!:!!!I 
INGRES ORACLE D62 
dBASE SYBASE SQL 
GemStone SIM 
Figure 2.1 Evolution des systèmes de gestion de bases de 
données commerciales. 
1 Système Multi-Agents Université Laval. 
2 Système de gestion de base de données. 
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Cette évolution fait apparaître 4 modèles de représentation de données : le modèle 
hiérarchique, le modèle réseau, le modèle relationnel et finalement le modèle orienté 
objet. Lors de la présentation de ces modèles, nous utiliserons les 3 critères 
d'appréciation suivants: 
• La capacité du modèle à représenter le réel. 
• La flexibilité du modèle, qui reflète la capacité d'adaptation de celui-ci en 
fonction des besoins des utilisateurs. Il s'agit, par exemple, de vérifier si le 
modèle permet de modifier aisément la structure des données. 
• La performance, que nous prendrons ici dans le sens de rapidité d'accès aux 
données. 
Décrivons succinctement ces modèles: 
1.1.1. Le modèle hiérarchique 
Le modèle de données hiérarchique apparaît à la fin des années 1960. La 
structure de la base de données est un arbre composé de noeuds auxquels sont 
associées des données; chaque noeud est connecté à ses descendants par des 
liens. Chaque noeud peut donc avoir de zéro à n enfants; en revanche chaque 
enfant ne peut avoir qu'un seul parent (cfr figure 2.2). 
Mammifères 
Elephants Chiens Dauphins 
-----------
D'Asie D'Afrique 
~
Jumbo Tantor 
Figure 2.2 Modèle hiérarchique de base de données 
Ce type de base de données élémentaire ne permet de représenter que des 
hiérarchies imbriquées des données. Des artifices tels que des enregistrements 
virtuels contenant une référence vers un autre enregistrement sont nécessaires 
pour éviter des redondances de données. La flexibilité de telles bases de 
données s'avère généralement fort faible vu la rigidité des structures 
représentables. Cependant, il faut reconnaître que les performances de ce type 
de base de données peuvent être très bonnes pour des applications ne 
demandant pas une grande souplesse dans la gestion des données. 
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1.1.2. Le modèle réseau 
Les modèles de données en réseau (1970 et début des années 1980) reprennent 
la même idée de base en y intégrant un plus grand nombre de liens entre 
noeuds. Un réseau de relations entre les noeuds est alors possible, chacune 
d'elles pouvant prendre une signification particulière. De plus, il est possible 
d'imposer certaines contraintes à ces liens, comme, par exemple, une 
cardinalité. Le modèle hiérarchique apparaît alors comme un cas particulier du 
modèle réseau où chaque noeud ne possède qu'un seul type de relation avec 
son ascendant. 
La figure 2.3 montre une des utilisations possibles de ces relations multiples 
entre les données, qui permettent d'éviter des artifices tels que ceux rencontrés 
dans le modèle hiérarchique. 
Dans le modèle en réseau, les liens entre les noeuds se font par des références 
internes, c'est à dire, par exemple, par l'indication de la position physique de 
l'enregistrement sur le disque. Ce type d'implémentation rend difficilement 
portable des bases de données construites sur le modèle en réseau d'une plate-
forme à l'autre, les références internes étant difficilement convertibles. 
suivant suivant 
l l 
Elephants Chiens Dauphins 
t 1 t 1 
précédent précédent 
Figure 2.3 Modèle réseau de base de données: utilisation de 
relations pour modéliser une liste chainée de différents 
mammifères. 
De par les nouvelles possibilités offertes par rapport au modèle hiérarchique, 
un gain certain en flexibilité apparaît. Les performances de telles bases de 
données restent encore fort bonnes vu l'utilisation d'implémentations propres à 
une plateforme précise. 
1.1.3. Le modèle relationnel 
Le modèle relationnel de données est apparu dans une publication de Codd en 
1970 [CODD70]. Cependant, ce modèle a commencé à se répandre plus 
largement vers le milieu des années 80 et connaît actuellement un très grand 
succès commercial surtout grâce à des S.G.B.D. multi-plate-formes tels que 
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SQL ou encore ORACLE. 
Dans ce modèle, toutes les données sont manipulées sous forme de tables 
plates. Chaque ligne d'une table correspond à une relation entre un ensemble 
de valeurs. 
Le modèle relationnel permet la même souplesse d'utilisation que le modèle 
réseau; cependant, les liens entre les données ne sont pas modélisés de la 
même manière. Ils sont en l'occurrence réalisés par références aux identifiants. 
Ce modèle n'utilise donc pas de systèmes de références aux enregistrements 
physiques des données, ce qui, contrairement au modèle réseau, permet une 
grande flexibilité et une large portabilité des bases de données sur différents 
supports ou différentes plateformes. 
Les relations entre données ne figurent donc pas en tant que telles comme dans 
les autres modèles étudiés. Ceci apparaît clairement sur la figure 2.4. 
Animal 
Nom Age Race 
Jumbo 12 Eléphant d 'Afrique 
Tantor 37 Eléphant d'Afrique 
Race 
Race Particularités 
Elephant d 'Afrique Grandes oreilles 
Eléphant d 'Asie Petites oreilles 
Relation virtuelle 
entre les 2 tables 
Figure 2.4 Modèle relationnel de base de données: exemple de 
tables. 
1.1.4. Le modèle orienté objet 
Le modèle retenu pour le serveur d'objets de SMAUL se basant sur des 
1. [PARS89] introduit l'idée des réseaux sémantiques comme suit : "La nature associative de l'esprit 
humain a été observée dans plusieurs contextes et a été formalisée en un modèle 'réseau' de la mémoire 
humaine ( [COLL75] [EICH82] [MURD82] [ANDE88] ). Cette structure associative de l'esprit est très 
différente de la structure linéaire généralement utilisée dans l'organisation des livres et des informations. Un 
livre, en tant qu'arrangement linéaire, représente un chemin simple à travers un sujet. En contraste, il existe 
plusieurs chemins possibles dans une structure associative". 
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principes de modélisation de données orientées objets, il nous paraît opportun 
de présenter dans un premier temps ces principes. Ces modèles offrent un 
niveau d'abstraction qui se rapproche davantage des idées développées dans 
les systèmes utilisant des réseaux sémantiques1 en intelligence artificielle. 
Utiliser le modèle orienté objets n'est pas un hasard, il répond à des besoins 
présents à plusieurs niveaux tant du point de vue de la structuration des 
données que de la modularisation des programmes. Comme le fait remarquer 
[PARS89], les technologies informatiques deviennent de plus en plus 
performantes et permettent ainsi l'implémentation de paradigmes plus 
expressifs. 
Les modèles orientés objets peuvent prendre plusieurs formes que nous allons 
étudier dans le point suivant; ils peuvent utiliser le concept des classes, qui 
offrent des possibilités telles que l'héritage ou encore l'encapsulation de 
données. Ils peuvent également recourir aux frames ainsi qu'à leurs 
particularités, telles que les facettes attachées aux attributs d'un objet. Enfin, 
les modèles hybrides nous permettront d'aborder l'étude du serveur d'objets de 
SMAUL présenté en tant qu'exemple représentatif des modèles hybrides. 
Nous ne nous attarderons pas aux langages de représentation associés aux 
modèles; ceux-ci ne représentent généralement qu'une implémentation 
possible des idées développées par les modèles que nous allons décrire. 
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1.2. Modèles à classes 
Les modèles à classes sont maintenant fortement répandus surtout grâce aux 
langages de programmation qui s'en sont inspirés, tels Smalltalk, C++ ou encore LISP 
qui maintenant font autorité en la matière. 
Analysons d'abord le concept de classe: "Classe : un ensemble d'objets qui 
partagent une structure commune et un comportement commun" [GRAD92] 
Une classe est donc un type abstrait de données qui décrit un ensemble d'objets 
similaires. Nous pouvons imaginer, par exemple, une classe 'animal' qui reprendra 
l'ensemble des animaux possibles. Ceux-ci ont en commun des caractéristiques telles 
qu'une race, un mode de vie ou bien encore un type de nourriture. Ces caractéristiques 
sont appelées attributs de la classe, ou encore variables d'instances. Chaque objet 
appartenant à une classe comprendra donc des attributs associés à cette classe. 
Non seulement tous les objets d'une classe partagent une structure commune, 
mais ils ont un comportement commun. Ce comportement peut être partiellement 
représenté par les procédures ou méthodes (telles que la création ou la destruction d'un 
élément de la classe) qui peuvent êtres associées à cette classe. Ces procédures ou 
méthodes seront les mêmes pour l'ensemble des éléments de la classe. 
Les modèles à classes présentent trois grandes caractéristiques : l'instanciation, 
l'héritage et finalement l'envoi de messages entre les objets . Cette dernière 
caractéristique nous importe peu dans ce travail et nous ne nous y attarderons pas. Pour 
ceux qui s'y intéresserait, nous renvoyons à [MASI90]. 
1.2.1. L'instanciation 
Chaque classe possède une description des objets qui la composent ainsi que de 
l'ensemble des méthodes qui y sont attachées. Chacun de ces objets est constitué d'une 
structure identique, seules les valeurs associées aux attributs diffèrent d'un objet à 
l'autre. C'est donc en partant de la description contenue dans la classe qu'il est possible 
de créer un objet lui appartenant; cette création porte le nom d'instanciation. 
Comme on peut le constater sur la figure 2.4, les instances de la classe 'animal' 
sont similaires de par leur structure et ne diffèrent que par la valeur de leurs attributs. 
La classe servant de moule à ses instances, on parlera d'instanciation par moulage1• 
1 Cette appellation a été définie par [COIN86], elle est de même utilisée dans [MASI90]. 
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L'ensemble des associations 'attributs-valeurs' compose le dictionnaire des 
variables. La première partie de ce dictionnaire reprenant le nom des attributs est 
mémorisée uniquement par la classe. L'autre partie reprenant les valeurs de ces attributs 
est mémorisée par chacune des instances. 
'\ 
Animal 
Jumbo Nom Tantor 
., .. :-:'' ·•:;.• .. 
12 Age 37 
.. ,., .. ,::•:•··· 
Elephant d'Afrique Race Elephant d'Afrique 
1 ... retirer .J 1 
est-un 
~ ajouter ~ est-un 
Figure 2.4 lnstanciation par moulage.[MASl90] 
Toutes les instances d'une classe obéissent à un ensemble de règles : 
• Chaque instance d'une classe est liée à sa classe-mère par la relation 'est-un'. 
Une instance ne peut avoir qu'une et une seule classe-mère, par contre, le 
nombre d'instances d'une classe est sans limites. 
• Les instances d'une classe peuvent être elles-mêmes des classes, on parle alors 
de métaclasse. Il peut ainsi y avoir une hiérarchie de métaclasses; cependant, il 
n'y a qu'une seule racine à cet arbre, il s'agit de la métaclasse directe ou 
indirecte de toutes les autres classes, y compris d'elle-même. Cette classe porte 
généralement le nom de 'class' 1. La figure 2.5a reprend un exemple d'arbre 
d'instanciation. 
• Les instances d'une métaclasse sont des classes; par contre les instances d'une 
classe sont des instances terminales. Ces instances terminales constituent les 
dernières ramifications possibles du point de vue de l'instanciation. 
1 Cette appellation de 'class' est rencontrée entre autres dans les langages suivants : Smalltalk-72 (et 
version suivantes) [KA Y76], LOOPS [BOBR83] ou encore ObjVlisp [COIN87]. 
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Class - Métaclasse 
~î~ 
Mammifère Eléphant Poisson - Classe 
1 .2.2. L'héritage 
/~ 
Tantor Jumbo - Instance terminale 
, ____. instance de (métaclasse) 
Figure 2.5a Exemple d'arbre d'instanciation. 
L'héritage, dans un modèle à classes, est un mécanisme de structuration des 
données fort intéressant. Ce mécanisme permet en effet de hiérachiser les classes par 
spécialisation. Une classe héritant d'une ou de plusieurs autres classes est appelée sous-
classe; une classe de laquelle une autre hérite est appelée superclasse. Une sous-classe 
hérite, par défaut, de tous les attributs et de toutes les méthodes de sa superclasse. Cette 
nouvelle classe peut raffiner ce qu'elle vient d'hériter, le complétant par de nouveaux 
attributs ou de nouvelles méthodes: on parle alors de spécialisation par enrichissement. 
Elle peut aussi redéfinir une partie des attributs et méthodes héritées: il s'agit alors de 
spécialisation par substitution. 
Les sous-classes reprennent donc les connaissances de la superclasse et les 
complètent, devenant ainsi plus spécifiques. Pour illustrer le propos reprenons comme 
exemple la classe 'animal' de la figure 2.4: à partir de celle-ci, il est possible de créer 
des sous-classes telles que 'mammifères', 'poissons' ou encore 'oiseaux' comme le 
montre la figure 2.5. Cette création va subdiviser la superclasse 'animal' en autant de 
sous-classes plus spécialisées. 
Superclasses et sous-classes forment ainsi un graphe, comme celui de la figure 
2.5, appelé graphe d'héritage. Ce graphe permet d'avoir une vue d'ensemble de la 
hiérarchie des classes définie par la relation d'héritage. Les relations entre les noeuds de 
ce graphe sont de type 'sorte_de', chaque sous-classe étant une sorte de la superclasse 
dont elle hérite. 
Il n'existe qu'une seule classe racme de l'arbre d'héritage et celle-ci porte 
généralement le nom d' 'object' 1• Toutes les autres classes héritent de celle-ci, 
1 Cette appellation d' 'object' est rencontré entre autres dans les langages suivants : Smalltalk-72 (et 
versions suivantes) [KA Y76], LOOPS [BOBR83] ou encore ObjYli p [COIN87]. 
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directement ou indirectement. 
Animal 
~î~ 
Mammifère Oiseau Poisson 
î ~
Eléphant Cheval Mouton 
î~ 
D'Asie D'Afrique 
1---+ hérite de (superclasse) 
Figure 2.5b Exemple d'arbre d'héritage (dans le cas d'héritage 
simple). 
Un héritage tel qu'on vient de le voir dans la figure 2.5b est dit héritage simple, 
car chaque sous-classe n'hérite que d'une et une seule superclasse. Cependant, il existe 
aussi un héritage dit héritage multiple qui permet à une sous-classe d'hériter de plus 
d'une superclasse à la fois. La figure 2.6 reprend un exemple de ce type d'héritage. 
Animal 
~~ 
Mammifère Vivant dans l'eau 
î ---------- î Dauphin Poisson 
1---+ hérite de (superclasse) 
Figure 2.5 Exemple d'arbre d'héritage (dans le cas d'héritage 
multiple). 
L'héritage multiple est à l'origine de problèmes, car il arrive souvent qu'il y ait des 
conflits en ce qui concerne les propriétés homonymes à plusieurs superclasses. Dans 
ces cas, il existe différentes méthodes de parcours de l'arbre d'héritage afin de 
déterminer quelle superclasse prendra l'avantage. Nous n'insisterons pas sur l'héritage 
multiple et les problèmes qui y sont liés car le système retenu pour le serveur d'objets 
de SMAUL ne prend en compte que l'héritage simple. 
Nous venons, dans cette section, d'étudier les modèles à classes. Nous allons, 
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dans la section suivante, présenter les modèles à frames, qui constituent une autre 
approche des modèles de données orientés objets. 
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1.3. Modèles à frames 
Les modèles à frames trouvent leurs racines dans les recherches en intelligence 
artificielle. Plus particulièrement, ils sont liés aux recherches menées pour représenter 
les données dans un système expert. Ces modèles sont une synthèse de différents 
concepts tels les réseaux sémantiques ou encore les systèmes à prototypes que nous 
allons décrire. Les principes utilisés sont assez différents de ceux rencontrés dans les 
modèles à classes, les objets n'étant pas représentés suivant les mêmes principes. 
Marvin Minsky [MINS75] est à l'origine des systèmes à frames; pour les décrire, 
il s'est inspiré de théories de la psychologie où il apparaît que, quand une personne se 
retrouve confrontée à des objets, des événements ou des données nouvelles, sa tendance 
première est d'essayer de les associer à des objets déjà connus. Pour mémoriser un 
nouvel événement, il suffit donc de retenir uniquement ce qui le différencie de l'objet 
associé. Ce système de mémorisation utilisé par les humains peut très bien s'adapter 
aux systèmes de gestion de bases de données; il permet de minimiser la quantité 
d'informations à retenir concernant tout objet à mémoriser. 
Par définition, nous conviendrons donc que : "un frame est une structure de 
données qui représente un objet typique, comme une automobile ou un instrument de 
musique, ou une situation stéréotype, comme conduire une automobile ou jouer un 
morceau de musique."[MASI90] 
La mémorisation de nouvelles données nécessite un processus d'appariement qui 
se déroule comme suit [MASI90] : 
• Un frame est choisi sur la base d'heuristiques ou de prévisions. 
• Le processus d'appariement tente de créer une correspondance entre les 
nouvelles données et les informations détenues par le frame choisi; si cela est 
nécessaire, les valeurs observées sont substituées aux valeurs par défaut du 
frame. 
• Si le frame choisi ne correspond pas assez à la réalité le processus est 
recommencé avec un autre frame. 
A titre d'illustration, voici un exemple de frame représentant l'image d'un cube et 
décrit par Minsky [MINS75] dans le cadre d'un sytème de perception visuelle. 
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• 
--+ relation 
•·····► attribut 
- ♦ marqueur 
est-un 
------• cube 
<D--.,.,.__----+}réglon-de 
dessous-à-gauche 
dessous-à-droite 
,·•....... 1 ·····•.... ,··• ••••••• } 
1 ········-1-.......... ·.·.·.·.···r·········• parallélogramme 
1 1 ""1·······••-► 
• • • A c B 
Figure 2.6 Un frame représentant l'image d'un cube. [MINS75] 
Le relation 'est-un' indique que le frame représente l'image d'un cube. La relation 
'région-de' indique que l'image du cube est décomposée en trois régions distinctes. Les 
positions relatives de ces trois régions sont indiquées par les relations 'dessous-à-
gauche 'et 'dessous-à-droite'. Les trois noeuds représentant les trois régions physiques 
de l'image possèdent des attributs. Ces attributs ont respectivement les valeurs A,C et B 
indiquant la couleur de chacune de ces régions. 
Un attribut possède lui-même un marqueur indiquant une ou plusieurs contraintes 
à respecter, en l'occurence il s'agit de la forme de la région qui doit être un 
parallélogramme. 
A la manière des réseaux sémantiques!, les frames se rapportant à un même sujet 
vont être reliés ensemble afin de former un système de frames. Le graphe formé par les 
relations entre les différents frames peut comporter plus d'une racine, au contraire du 
graphe d'héritage précédemment analysé. (Cfr. 1.2.2.) 
Depuis les premiers travaux de Minsky sur le sujet, le concept de frame a évolué, 
tout en gardant l'idée de base: ainsi, la notion d'attribut s'est généralisée par rapport aux 
frames de Minsky. Chaque propriété particularisant un frame est désormais considérée 
comme un attribut. 
La figure 2.7 reprend un exemple simple d'utilisation du système de frames. 
Chaque frame est composé de plusieurs attributs tels que Nom, Age ou encore Race. 
Un des frames représente l'éléphant 'Tantor', le deuxième frame représente un autre 
1 Les noeuds d'un réseaux sémantiques représentent des concepts. Ces concepts sont reliés entre eux sous 
la forme d'une mémoire associative. Par exemple, dans le cadre de la signification des mots [QUIL68], à un 
concept 'fraise', on peut associer plusieurs autres concepts tels que ' fruit', 'rouge' ou encore 'outil'. 
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éléphant possédant des caractéristiques similaires. Seuls l'âge et le nom de l'animal 
diffèrent. La relation entre les deux frames indique que le premier frame ('Tantor') sert 
de prototype au second ('Jumbo'). Ainsi toutes les valeurs associées aux attributs de 
'Tantor' sont héritées par 'Jumbo'. Seuls les attributs différents de ceux de 'Tantor' 
doivent êtres présents, ceci afin de représenter les particularités de ' Jumbo'. On voit 
donc que ce système minimise la quantité de données à mémoriser pour chaque 
nouveau frame. 
Nom Tantor 
Age 37 
ft <-:-:-:-~J-,:-m_b_o ___ ~ 
1 ----. a pour prototype 
Figure 2.7 exemple d'utilisation du système de frames. 
De même, l'idée des marqueurs utilisés dans les frames de Minsky (cfr. figure 
2.6) est maintenue à travers le concept de facettes. Chaque attribut d'un frame peut être 
décrit par un ensemble de facettes. Gérald Masini [MASI90] décrit la fonctionnalité des 
facettes comme suit: "Les facettes expriment des modalités descriptives ou 
comportementales, représentant différents points de vue sur l'attribut. Elles servent non 
seulement à décrire la nature de l'information que l'attribut contient, mais aussi à 
préciser comment la calculer ou l'utiliser." 
Ces facettes peuvent être de deux types distincts : les facettes descriptives et les 
facettes procédurales. Analysons ces deux types de facettes en les illustrant à partir de 
l'exemple de la figure 2.7. 
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1 .3.1 . Facettes possédant une valeur descriptive 
Ce type de facettes décrit l'attribut auquel elles sont attachées; elles donnent des 
informations sur cet attribut, telles que la valeur ou encore le type de données. 
Reprenons donc l'exemple de la figure 2.7: une des facettes de l'attribut 'Age' va 
contenir la valeur de l'attribut, donc 12 en ce qui concerne 'Jumbo' . Dans cet exemple, 
la valeur mémorisée par la facette est un simple entier; cependant elle pourrait être 
n'importe quelle structure plus complexe, telle une liste d'enregistrements . 
Une autre facette peut être utilisée pour indiquer le domaine dans lequel doit se 
situer la valeur de cet attribut. Cela peut aussi bien être un simple intervalle dans le cas 
de nombres (par exemple de O à 100 si la valeur est un pourcentage), qu'une 
énumération de toutes les valeurs possibles dans d'autres cas. 
Une valeur par défaut peut aussi être mémorisée par une des facettes. Prenons 
comme exemple l'attribut 'Couleur': la valeur par défaut de cet attribut serait ici ' gris' . 
Ceci implique que si l'attribut 'Couleur' ne possède pas de valeur, sa valeur par défaut 
mémorisée par une facette sera prise en considération lors de tout accès à cet attribut. 
Il existe évidemment d'autres utilisations possibles de ces facettes descriptives. 
Nous en verrons encore d'autres emplois lors de l'étude du noyau du serveur d'objets de 
SMAUL. 
Retenons pour l'instant, que l'utilisation des facettes descriptives s'avère 
extrêmement pratique et aisée d'emploi. Elles permettent de maintenir une certaine 
cohérence des données au sein de la base de données, en ne dégradant que très peu les 
performances du S.G.B.D. 
1.3.2. Facette de type procédural 
Ce deuxième type de facettes est comparable au système de 'triggers ' rencontré 
entre autre dans le langage SQL, dans le sens où ces deux mécanismes permettent de 
maintenir l'intégrité d'une base de données. 
Les facettes procédurales associent aux attributs des procédures. Celles-ci, 
appelées réflexes, sont déclenchées automatiquement par l'accès à la valeur des 
attributs d'un frame. On parle généralement d'attachement procédural afin d'insister sur 
la solidarité existant entre un réflexe et un attribut. Gérald Masini [MASI90] fait 
remarquer que "par convention, le nom générique d'un réflexe est le même que celui de 
la facette à laquelle il est associé. Cependant, il ne faut pas confondre la facette, qui 
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introduit le réflexe, et le réflexe proprement dit, qui est une procédure." Il faut 
remarquer que les frames n'ont pas de comportement propre, il ne font que réagir à des 
stimuli. 
Les utilisations possibles des réflexes sont très larges; aussi nous limiterons-nous 
à des exemples fréquemment employés dans les modèles à frames. Ces exemples ne 
sont donc nullement exhaustifs; nous en verrons d'autres dans la section consacrée à la 
présentation du serveur d'objets de SMAUL. 
Les réflexes se déclenchent donc automatiquement lors de l'utilisation des 
primitives d'accès1 aux données. Nous différencierons deux types de réflexes. Dans un 
premier temps, les réflexes a priori qui seront déclenchés avant toute modification de la 
valeur d'un attribut. Ensuite, les réflexes a posteriori, qui seront, eux, déclenchés suite à 
une modification de la valeur d'un attribut. Pour chacun de ces deux types, nous 
étudierons deux exemples repris par [MASI90] afin d'illustrer ces réflexes. 
1. 3.2. 1. Les réflexes a priori 
• si-besoin: Le réflexe 'si-besoin' se déclenchera lors de la lecture d'un attribut, 
si et seulement si cet attribut ne possède pas de valeur propre. Le réflexe 
pourra alors calculer une valeur pour cet attribut. 
Supposons que le frame de notre exemple 2.7 ait un attribut 'Grands-pères' 
qui reprenne le nom de ses deux aieux. Si une facette 'si-besoin' y est 
attachée, le réflexe associé se déclenchera lors de la lecture de cet attribut. Ce 
réflexe ira alors chercher la valeur des attribut ' Père ' dans les deux frames 
reliés par la relation 'Père' (Adam) et 'Mère' (Eve). (cfr figure 2.8) 
1 Il s'agit de la lecture, l'écriture ou la destruction de la valeur d'un attribut. 
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Nom Eve ) Nom Adam 
Père Greg .. ~-Pe_· r_e _ _,__T_o_n_to_r__, 
1' r]\~ Mère Morio 
~ 4 '----'----~ 
i i ! i 
Mère Rosa 
~ i 
) Nom Jumbo \ 1 1 
~,--M_è_r_e---.---Ev_e_~~-,~~--J ~ 
ft-:----.___Pè_re _ __.___Ad_o_m__.~ 
Grands-pères 
.._ ___ ~ ( si-besoin ) 
Figure 2.7 exemple d'utilisation du système de frames. 
Ce mécanisme évite donc le stockage des noms des aïeux dans un attribut. 
Une autre utilisation de cette facette est l'exécution d'un réflexe qui calculera 
une valeur à partir d'autres attributs. 
• si-possible : Le réflexe associé à la facette 'si-possible' est déclenché lors d'un 
accès en écriture à un attribut. Ce réflexe a pour fonction de vérifier la validité 
de la ou des données à écrire. Ce mécanisme permet de faire des contrôles plus 
élaborés que la simple vérification d'appartenance d'une valeur à un domaine 
prédéfini. Dans notre exemple, il s'agirait d'une facette ' si-possible ' attachée à 
l'attribut 'Age', qui vérifierait que l'âge d'un éléphant n'est pas supérieur à 
celui de son père et de sa mère. 
Ce type de réflexes permet ainsi d'installer un système de maintien de 
cohérence des données dans une base de données. 
1.3.2.2. Les réflexes a postériori 
• si-ajout : Un réflexe ' si-ajout' sera déclenché suite à l'utilisation de ia 
primitive d'écriture appliqué un attribut. Une utilisation possible de ce réflexe 
serait la mise à jour d'attributs nécessitant la connaissance d'autres attributs, 
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telle, par exemple, la gestion d'un lien inverse. Si chaque frame de notre 
exemple 2.7 possède les attributs 'Enfants' et 'Parents', et qu'à ces attributs 
sont attachés des réflexes 'si-ajout', il serait possible de mettre à jour 
mutuellement ces attributs. Ainsi, si un nouveau lien 'Parents' est crée lors de 
la naissance d'un éléphant, le réflexe 'si-ajout' va créer le lien inverse 
'Enfant'. 
• si-enlève : Un réflexe 'si-enlève' sera déclenché suite à l'utilisation des 
primitives de destruction ou de retrait1 de valeurs d'un attribut. Similairement à 
l'exemple précédent, ce réflexe pourrait être utilisé pour détruire des relations 
n'ayant plus de raison d'être. Si le système de frames de notre exemple ne 
reprend que les éléphants en vie, il va de soi que, lors d'un décès, les liens 
'Parents' et 'Enfants' appropriés doivent être détruits ainsi que les liens 
inverses. 
Similairement au modèle à classes, il existe une hiérarchie d'héritage entre les 
différents frames. Ceux-ci peuvent se spécialiser par enrichissement ou par substitution 
comme pour les classes. 
Ce principe qui permet de préciser ce que l'on désire hériter ou ne pas hériter de 
son ascendant porte le nom de masquage. Le masquage est utilisable aussi bien pour les 
attributs d'un frame que pour les facettes d'un attribut. Il est possible de préciser les 
attributs ou les facettes dont on désire hériter ou celles dont on ne désire pas hériter, en 
fonction de l'implémentation retenue. Il est aussi possible de redéfinir les valeurs des 
attributs ou facettes dont on hérite, ce par l'utilisation d'un autre type d'opérateur qui 
portera sur la liste des attributs ou facettes hérités de sa superclasse. 
Nous venons d'étudier deux types de modèles de données orientés objets, les 
modèles à classes ainsi que les modèles à frames. Chacun de ces deux modèles offre 
des mécanismes de représentation du réel différents. L'héritage ainsi que l'instanciation 
sont propres au modèle à classes; par contre, les modèles à frames offrent un niveau 
d'abstraction supplémentaire par le mécanisme des facettes. Il semble intéressant de 
pouvoir combiner ces mécanismes afin d'obtenir un modèle plus complet. C'est ce que 
proposent les modèles hybrides, que nous introduisons. 
1 Le terme 'destruction' est utilisé lors de la destruction d'un attribut, par contre le 'retrait' est utilisé pour 
faire référence au retrait d'un élément dans une liste. 
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1.4. Modèles hybrides 
Les modèles hybrides reprennent des idées rencontrées dans les deux types de 
modèles que nous venons de décrire. Ils combinent, chacun à sa manière, les avantages 
des modèles à classes et des modèles à frames. Il existe plusieurs langages et modèles 
de représentations hybrides opérationnels : LOOPS [BOBR83], MERING [FERB84] 
[FERB85] [FERB88], PtitLoo [FERB88] ou encore Y AFOOL [DUCO88]. 
Il n'existe pas de caractéristiques propres aux modèles hybrides, ils ne sont que 
des combinaisons d'éléments provenant d'autres modèles. Ainsi "S'ils sont fondés sur le 
modèle des classes, ils sont enrichis de fonctionnalités empruntées aux frames, et vice-
versa: par exemple, les variables d'instance de classes sont pourvues de facettes ou les 
frames sont dotés d'un comportement décrit par des méthodes."[MASI90]. L'étude du 
serveur d'objets de SMAUL va nous permettre d'apprécier la puissance obtenue par 
l'association des modèles à classes et des modèles à frames . 
- 30 -
le serveur d'objets. 
2.1. Introduction 
Le serveur d'objets de SMAUL à été développé en s'inspirant du modèle de 
représentation de données utilisé par le langage de classe ObjVlisp [COIN87] pour ce 
qui est de la distinction entre classes et métaclasses, et aussi pour ce qui est du 
mécanisme d'instanciation par moulage. Des concepts du langage hybride PtitLoo 
[FERB88] ont de même été retenus, comme la représentation des attributs comme des 
objets, la création d'un attribut est similaire à la création d'une classe: ses attributs 
représentent alors les facettes et ses méthodes, les réflexes. 
Nous allons présenter le modèle de représentation retenu pour le serveur d'objet à 
travers la description détaillée des objets de son noyau. 
La particularité de ce serveur d'objets réside dans le fait que les objets n'existent 
pas en tant que tels: "Un objet ne possède pas simplement des attributs, il est une 
collection d'attributs" [BRAS92]. Les classes d'objets sont définies par agrégation 
d'attributs; ces attributs possèdent des facettes et des réflexes qui seront hérités lors du 
mécanisme d'héritage entre classes. 
La figure 2.8 illustre le fait que les objets sont une collection d'attributs. 
Similairement, chaque attribut est une collection de facettes. Et si l'on affine encore la 
perception, on s'aperçoit que les facettes sont elles-mêmes des collections d'objets les 
définissant. Cette découpe en niveaux est théoriquement sans limites. 
La seule différenciation que l'on puisse faire entre chaque niveau réside dans les 
noms des objets concernés. Du point de vue de la modélisation, il n'existe aucune 
différence entre ces niveaux, tout est objet. Le fait de traiter tous les objets de la même 
manière entraîne qu'il n'existe aucun objet de la base de données qui soit local. Ceci a 
pour conséquence que le nom des objets, utilisés comme identifiants, doit être unique, 
et ce pour toute la base de données, toutes applications confondues. 
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Figure 2.8 Représentation de l'aspect imbriqué des objets, 
attributs et facettes . 
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2.2. Composition du noyau du système 
Comme nous pouvons le constater sur la figure 2.9, la hiérachie définie par la 
relation d'héritage et celle définie par la relation d'instanciation sont bien distinctes au 
sein du modèle. Cette relation d'héritage est définie par le lien ' sorte_de$ ' , et la relation 
d'instanciation par le lien 'est_un$'. 
Ce schéma permet d'avoir une vue d'ensemble de toutes les classes composant le 
noyau du système. Chaque classe du système sera décrite en détail par la suite; nous y 
analyserons les attributs qui les composent ainsi que leurs fonctions au sein du système. 
Lors de l'analyse des différentes classes, il sera utile de se référer régulièrement 
au schéma 2.9 ainsi qu'au schéma 2.10 , ces schémas permettent, en effet, d'avoir une 
vision globale des relations entre les objets du système. 
1········································································, 
. . 
. . 
. . 
. 
===;.===Ill ............. . i.llJ, ····························· 
······ ....................................................... . 
Relation 
r··· .. .. 
. 
...... ► d'instanciation (est_un$) 
~ d'héritage (sorte_de$) 
Figure 2.9 schéma des différentes classes du noyau 
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•:❖:-::::;.· 
:1:r:,on~î~1i: ::::;::: 
mtlil/it::::::::::::=:=:=======:•=·=·= 
lill 
Relation 
umum~, destination (classe_liée$) 
•·····► définit (attributs$) 
◄ • ► inverse (lien_inverse$) 
Figure 2.10 schéma de relations entre les classes du noyau 
La figure 2.10 permet de visualiser les relations de type autre que celles 
d'instanciation et d'héritage qui existent entre les différents objets du noyau du serveur 
d'objets. 
Il existe principalement deux types d'objets dans le serveur d'objets de SMAUL : 
1) Les objets du domaine: ces objets sont instances d'une classe et représentent 
une entité du domaine. Autrement dit, ils représentent des objets en tant que 
tels, dans le sens d'une entité possédant un ensemble d'attributs. 
2) Les objets-systèmes: ceux-ci sont occurrence d'un attribut, il s'agit donc de 
l'association d'une valeur à un attribut décrivant un objet du domaine. 
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Intrinsèquement, il n'existe pas de différences entre ces deux types d'objets pour 
le serveur d'objets. Ceci est uniquement nécessaire dans le but de bien différencier les 
choses, car lorsque l'on parle d'un attribut, on peut faire référence à l'objet 'attribut' ou 
à l'attribut d'un objet. 
Les figures suivantes exposent l'ensemble des relations qui existent entre les 
différentes classes du noyau du serveur d'objets. Ces schémas vont être référencés 
régulièrement lors de l'explication du fonctionnement du serveur d'objets. 
Tous les objets faisant partie du noyau se terminent par le signe '$', ce qui permet 
de les différencier des autres et d'éviter des conflits d'identifiants en n'utilisant jamais le 
signe '$' dans les noms de ses attributs. 
Nous allons à présent étudier chacune des classes reprises sur la figure 2.9. Pour 
chacune de ces classes, nous allons détailler l'ensemble des attributs la composant. 
2.2.1. La classe 'objet$' 
Cette classe est la classe racine de l'arbre d'héritage; toutes les classes héritent 
directement ou indirectement de celle-ci. Elle est une instance de la métaclasse 
'classe$'. Cette classe est composée de 3 attributs comme le montre la figure 2.11. 
Détaillons chacun de ces attributs: 
Relation 
•·····► d'instanciation (est_un$) 
----. définit (attributs$) 
Figure 2.11 schéma de composition de l'entité 'objet$' 
2.2. 1. 1. est_un$ 
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Il représente le lien d'instanciation présent entre un objet et la classe qui l'a généré 
(ou entre une classe et sa métaclasse). Tout objet de la base de données doit posséder 
cet attribut puisque tout objet est instance d'une classe donnée. L'ensemble de ces 
relations d'instanciation forme un arbre d'instanciation similaire à l'arbre d'héritage vu 
auparavant.(cfr 1.2.2.) 
Sur la figure 2.11, on peut voir que l'attribut 'est_un$' est défini comme étant un 
des attributs de la classe 'objet$' qui est la racine de l'arbre d'héritage (cfr figure 2.9). 
Il est possible une fois un objet créé de modifier son attribut 'est_un$', ce qui a 
pour effet de modifier la structure interne de cet objet, puisqu'il a changé de classe. 
Tout attribut ne faisant plus partie du moule de la nouvelle classe référencée par 
'est_un$' sera détruit. Les attributs définis par la nouvelle classe et ne faisant pas partie 
de l'ancienne vont être créés, et leurs valeurs seront initialisées avec une valeur nulle 
('nil'). 
2.2.1.2. nom$ 
Cet attribut permet d'identifier une classe; il doit donc être unique à travers toute 
la base de données afin d'éviter des conflits. Cet attribut peut être modifié à tout 
moment; toute référence à celui-ci sera automatiquement mises à jour par le serveur 
d'objets. 
2.2. 1.3. verrou$ 
Le système de verrou permet de réserver l'accès d'un objet à un agent particulier. 
Ceci empêche toute modification, création ou destruction d'attributs par un autre agent. 
La durée de validité du verrou est limitée dans le temps, ce qui permet d'éviter des 
blocages entre agents requérant chacun des accès à des objets verrouillés par l'autre. 
Cet attribut va contenir une valeur spécifiant l'agent ayant les droits d'accès à cet 
objet. La valeur nulle signifie l'absence de verrou, ce qui permet à tout agent d'accéder 
à cet objet sans restriction. 
2.2.2. La métaclasse 'classe$' 
Cette classe est la racine de l'arbre d'instanciation; tout objet est donc directement 
ou indirectement instance de celle-ci. Elle est instance d'elle-même et donc contient son 
propre moule d'instanciation. 
Le moule d'instanciation à utiliser lors de la création d'un objet est obtenu par la 
concaténation des valeurs des attributs hérite$ et attributs$ de sa classe d'appartenance. 
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Donc tout objet possédant ces deux attributs peut générer des instances et par 
conséquent est une classe. 
Nous allons étudier les cinq attributs composant toute classe. 
Relation 
······► d'instanciation (est_un$) 
---. définit (attributs$) 
Figure 2.12 schéma de composition de l'entité 'classe$' 
2.2.2. 1. sorte_de$ 
Il représente la relation d'héritage entre deux classes d'objets. Cet attribut est une 
propriété de toutes les classes du serveur d'objets, comme on peut le voir sur le schéma 
2.12, puisque toute classe hérite systématiquement d'une et une seule autre classe. Une 
des facettes de l'attribut 'sorte_de$' référence donc une classe. 
Il est possible à tout moment de modifier la valeur de l'attribut 'sorte_de$' d'une 
classe; ce changement d'ascendant a pour effet de modifier la valeur de l'attribut 
'hérite$' ainsi que celle de l'attribut 'priorité_héritage$' (voir 2.2.2.4.) et de propager 
cette modification dans toute la sous-hiérarchie d'héritage. 
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2.2.2.2. attributs$ 
Il s'agit de la relation de composition entre un objet et l'ensemble des attributs qui 
le définissent. Chaque objet est formé d'une série d'attributs qui sont caractéristiques à 
son moule. C'est par la relation de composition 'attribut$' que l'appartenance d'un 
attribut à un objet est définie. 
Chaque attribut possède un nom unique qui l'identifie au sein de la base de 
données. De plus, tout attribut ne peut être attaché qu'à une et une seule classe et à toute 
sa descendance. Ceci entraîne comme restriction qu'il n'est pas possible lors de la 
création d'un objet d'y attacher un attribut déjà existant. 
La création des attributs se fait généralement en même temps que la création de 
la classe à laquelle ils sont attachés. Il est cependant possible par la suite d'ajouter ou de 
retirer des attributs à une classe. Cette opération se propagera automatiquement dans 
l'arbre d'héritage, à moins qu'un masque ne soit utilisé pour l'éviter comme on va le voir 
en étudiant l'attribut 'hérite$'. 
2.2.2.3. hérite$ 
L'attribut 'hérite$' permet de préciser les attributs hérités de la superclasse ainsi 
que les facettes qui seront masquées1 sur ces attributs. Il existe deux manières de 
spécifier les attributs dont on désire hériter de sa superclasse référencée dans l'attribut 
' sorte_de$ ' . Ces opérations ne sont pas nécessairement effectuées lors de la création de 
la classe, mais peuvent très bien être réalisées par la suite. Dans cette situation, cette 
modification se propagera sur l'ensemble du sous-arbre d'héritage. 
L'héritage peut se faire e deux manières : 
• Héritage par addition : on précise l'ensemble des attributs dont on veut hériter. 
• Héritage par soustraction : seuls les attributs dont on ne désire pas hériter son 
indiqués. 
Il est de plus possible de masquer les facettes des attributs dont on hérite. Ceci 
rend, par exemple, possible la modification de la valeur par défaut d'un attribut. Un 
masque porte sur une ou plusieurs facettes d'un attribut et est hérité systématiquement 
avec cet attribut. Chaque classe peut avoir deux types de masques sur un même attribut, 
un masque hérité de sa superclasse ou bien un masque propre à cette classe. Le masque 
global est le masque formé par le masque hérité et par le masque propre. C'est ce 
1 Le principe des masques a été défini au point 1.3.2.2. 
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masque global qui va être propagé dans le sous-arbre d'héritage à moins qu'il ne soit 
nul, par exemple si une classe a retiré l'ensemble des masques dont elle a hérité. 
2.2.2.4. priorité_héritage$ 
Cet attribut reprend l'ensemble des superclasses de la classe concernée et ceci de 
la classe la plus proche (la plus spécifique) à la clsse la plus éloignée (la plus lointaine). 
Cela permet de savoir immédiatement si une classe hérite d'une autre sans devoir 
parcourir l'ensemble de l'arbre d'héritage. La maintenance de cet attribut est totalement 
gérée par le système. 
2.2.2.5. son_générateur$ 
L'attribut 'son_générateur$' permet d'indiquer qu'une classe posssède son propre 
générateur de nom d'instances. Ceci évite de devoir nommer chaque instance générée 
par cette classe; le sytème leur donnera automatiquement un nom composé du nom de 
la classe dont elles sont issues ainsi que d'un numéro unique. Plus de détails seront 
donnés dans la description de la classe 'générateur$' . 
2.2.3. La classe 'attribut$' 
La classe 'attribut$' permet de définir des attributs simples. Ceux-ci serviront à la 
description des différents objets du domaine. Les attributs étant considérés comme des 
objets communs, ceux-ci possèdent donc aussi des attributs qui les décrivent. Ces 
derniers attributs correspondent donc aux différentes facettes. 
Lorsque nous parlerons d'attributs, il s'agira donc des attributs instances de la 
classe 'attribut$'. De même lorsque l'on parlera de facettes, il s'agira des facettes de ces 
attributs qui correspondent aux attributs de la classe 'attribut$' . 
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Relation 
•···••► d'instanciation (est_un$) 
---. définit (attributs$) 
Figure 2.13 schéma de l'entité 'attribut$' 
2.2.3.1. classe_def$ 
La facette 'classe_def$' fait référence à la classe d'appartenance de l'attribut. 
Cette facette est en fait le lien inverse de la relation 'attributs$' décrivant la 
composition d'un objet (cfr la description de la métaclasse 'classe$') . 
2.2.3.2. ni/_permis$ 
Cette facette permet de préciser si une valeur nulle est permise pour cet attribut. 
Ceci est donc un moyen de forcer un attribut à posséder une valeur. Si aucune valeur 
n'est donnée à un attribut lors de sa création alors que celui-ci n'accepte pas de valeur 
nulle ('nil_permis$' a alors une valeur 'non'), la valeur par défaut (attribut 'attribut$') 
sera utilisée. 
2.2.3.3. type$ 
La facette 'type$' permet de préciser le type de valeurs qui peuvent être acceptées 
par l'attribut. Il est possible de ne préciser aucun type de valeurs , ce qui permet de 
gagner en souplesse. 
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Les types définissables offrent un grand éventail de possibilités. On peut citer 
entre autres les types : atome, composé, liste, structure ou encore symboles. Chacun de 
ces types peut être combiné avec un autre, par exemple, il est possible d'avoir une liste 
d'atomes ou encore une structure composée de symboles, de listes et d'entiers. Il est 
aussi possible de citer une liste exhaustive des valeurs possibles de l'attribut. De même, 
il est possible d'indiquer un intervalle dans lequel la valeur devra se situer, ceci ne 
concernent que les types réels, entiers et nombres. 
2.2.3.4. défaut$ 
La facette 'défaut$' indique la valeur par défaut de l'attribut. 
2.2.4. La classe 'clé$' 
La classe clé$ permet d'indiquer qu'un attribut est une clé pour une application 
particulière. Ceci permet donc d'avoir des clés différentes pour chaque type 
d'applications. Ainsi la possibilité est donnée d'adapter le modèle de données pour 
chaque type d'applications spécifiques. 
Cette classe hérite directement d'attribut$ et n'a aucun attribut propre, il n'est donc 
pas nécessaire d'insérer un schéma pour cette classe. 
2.2.5. La classe 'lien$' 
La classe 'lien$', qui est une spécialisation de la classe 'attribut$', permet de 
définir des attributs qui vont faire référence à d'autres objets du domaine. 
Dans le modèle utilisé, les liens sont des attributs particuliers attachés à une 
classe. Nous les nommerons donc indifféremment 'liens' ou 'attributs'. 
Les deux liens constituant une relation ont un identifiant propre et peuvent être 
référencés indépendamment l'un de l'autre. Ces deux liens se référent l'un l'autre par 
l'attribut 'lien inverse$ ' . 
Les relations sont définies entre une classe 'origine' et une ou plusieurs autres 
classes 'destination ' . Ces relations font partie des attributs du moule de la classe 
' origine'. Chaque instance de cette classe 'origine' va donc posséder une série 
d'attributs de type lien, chacun de ces attributs étant constitué d'une liste de références 
aux objets 'destination'. 
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======= : : : : 
~====··::~:::JI•• .1 
.. 
Relation 
•····•► d'instanciation (est_un$) 
--+ définit (attributs$) 
Figure 2.14 schéma de l'entité 'lien$' 
2.2.5. 1. lien_inverse$ 
La facette 'lien_inverse$' fait référence à une instance de type lien$. Cette 
instance référée fait elle-même référence au lien d'origine. Ces deux liens se référent 
donc mutuellement pour créer une relation hi-directionnelle. 
Les relations ainsi définies sont généralement hi-directionnelles. Chaque père 
peut retrouver ses fils par la relation lien et vice-versa par le lien inverse. Les parcours 
possibles entre objets ne sont pas limités à un sens unique, ce qui rend les accès plus 
souples. La gestion de ce lien inverse est laissée au serveur d'objets, ce qui le rend 
totalement invisible. 
Il existe trois liens ('est_un$' , 'sorte_de$ ' et 'classe_liée$ ' ) qui ne possèdent pas 
de liens inverses, à cet effet, leur facette 'lien_inverse$' a pour valeur ' nil ' . 
2.2.5.2. classe_ liée$ 
Cette facette indique à quel type de classe doit référer l'attribut de type lien$. Lors 
de chaque modification de la valeur d'une occurence d'un lien, une vérification est 
effectuée afin de s'assurer de l'appartenance de la classe référencée au type spécifié par 
'classe_liée$' ou à une autre classe qui en hérite. 
2.2.5.3. cardinalité$ 
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A un lien peut-être associé une cardinalité. Celle-ci est composée du nombre 
minimum et du nombre maximum d'occurences de la classe 'destination' à laquelle 
sont attachées la ou les occurences de la classe 'origine'. La cardinalité est donc le 
nombre d'éléments que peut contenir le lien. 
2.2.6. La classe 'lien particulier$' 
Cette classe hérite directement de la classe 'lien$' est utilisée pour masquer 
l'ensemble des réflexes hérités de cette classe. 
2.2.7. La classe 'partie de$' et la classe 'composant$' 
Ces deux classes héritant de 'lien$ ' permettent de définir un lien de composition 
entre un et plusieurs autres objets. L'objet possédant le lien de type 'partie_de$' est 
appelé objet composant, par contre, l'objet possédant le lien de type 'composant$ ' est 
appelé l'objet composite. 
La relation entre un objet et ses attributs est un exemple d'utilisation de ce type de 
relation de composition. En effet, un objet est composé de plusieurs attributs, comme 
l'indique la relation 'attributs$' de type 'composant$ ' sur le schéma 2.12. De même 
chaque attribut appartient à un seul objet, comme on peut le constater sur la figure 2.13 
grâce à la relation 'classe_def$' de type 'partie_de$'. 
1c a11---•1•• ---l-ill• 1 
Relation 
·····•► d'instanciation (est_un$) 
---. définit (attributs$) 
Figure 2.15 schéma de l'entité 'partie_de$' 
2.2.7. 1. type_composant$ 
L'attribut ' type_composant$ ' permet de définir le type de composant désiré, à 
savoir soit un composant dépendant, semi-indépendant ou encore indépendant. Ceci va 
permettre de définir comment les objets vont être crées et détruits. Voyons ce qui 
différencie ces trois types : 
• dépendant : L'objet composant est fortement dépendant de l'objet composite, il 
ne peut exister sans la présence de celui-ci. Ceci entraîne qu'il n'est pas 
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possible de définir un objet composant sans avoir défini un objet composite 
auparavant. De même, il n'est pas possible de détruire directement ces objets 
composants, il faut pour cela retirer le lien qui existe entre l'objet composite et 
l'objet composant. Par contre, la destruction de l'objet composite entraîne la 
destruction de l'ensemble de ses composants; 
• semi-indépendant : Les objets composants de type semi-indépendant peuvent 
être crées ou détruits sans contrainte. Cependant, une application créant un tel 
objet est chargée de le relier lors de sa création ou ultérieurement à un objet 
composite. Ceci permet, entre autres, qu'un objet composant appartienne à plus 
d'un objet composite à la fois, contrairement aux composants de type 
dépendant. La destruction d'un objet composant de type semi-indépendant sera 
exécutée lors de la destruction du dernier lien le reliant à un objet composite. 
• indépendant : L'objet composant ainsi que l'objet composite sont totalement 
indépendants. Dans ce cas, il n'existe aucune contrainte ni aucun contrôle sur 
les liens qui les unissent; 
2.2.8. La classe 'générateur$' 
Cette classe définit des générateurs d'identificateurs qui peuvent être utilisés par 
n'importe quelle classe. Ceci permet d'éviter d'indiquer systématiquement un nom pour 
chaque instance créée. Le nom généré sera composé de la concaténation du nom de la 
superclasse de l'instance ainsi que d'un nombre. Ce nombre sera chaque fois 
incrémenté, ce qui assure qu'il n'y aura pas de conflit de noms. 
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11111 
·.;.:-:-:-·-·-:=:-:-:-:=:-:-:•::;:; Relation 
•·--··► d'instanciation (est_un$) 
~ définit (attributs$) 
Figure 2.16 schéma de l'entité 'générateur$' 
2.2.8.1. classe_du_générateur$ 
Cet attribut fait référence à l'ensemble des classes utilisant ce générateur. La 
relation est de type semi-indépendant afin de permettre une utilisation par plusieurs 
classes. 
2.2.8.2. compteur$ 
Cet attribut contient la valeur d'identifiant maximale attribuée à ce jour. S'il n'y a 
plus d'identifiants libres dans 'ids_libres$', c'est cette valeur qui sera prise comme 
prochain identifiant. 
2.2.8.3.ids_ libres$ 
Si un objet portant un nom généré est détruit, alors l'identifiant libre va être mis 
dans cette liste reprenant tous les nombres ainsi libérés. Ceci permet de réutiliser les 
identifiants qui seraient autrement perdus. 
2.2.8.4. prochain_id$ 
La lecture de cet attribut fournit un identificateur qui n'est pas actuellement 
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attribué. 
Nous venons d'étudier en détails la composition du noyau du serveur d'objet de 
SMAUL. Nous allons à présent exposer brièvement les différents réflexes du serveur 
d'objet. 
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2.3. Les réflexes du serveur d'objets 
Les réflexes jouent un rôle central dans les bases de données utilisant les frames. 
Ils permettent en effet de maintenir l'intégrité ou de tester la validité des données 
stockées. Nous allons examiner ici les six réflexes du serveur d'objets de SMAUL. 
Chacun de ces réflexes peut être attaché à n'importe quel attribut de la base de données. 
De la même manière que n'importe quelle facette, les réflexes sont hérités par les 
attributs. Il est aussi possible de les masquer (cfr 2.2.6). 
Il existe une série de procédures ou routines standards qui peuvent être utilisées 
dans le code associé à des réflexes. Ces routines permettent d'accéder aux objets que 
l'on désire modifier. Voici la liste de ces procédures : 
• lire_objet : Cette routine permet de lire les valeurs des attributs d'un objet, ceci 
en consultant la facette 'défaut$' ainsi qu'en déclenchant le réflexe 'si_besoin'. 
• lire : Cette routine est similaire à la précédente, sauf qu'il n'y a pas de 
consultation de la facette 'défaut$' ni de déclenchement du réflexe 'si_besoin'. 
• modif_objet : Cette routine permet de modifier les valeurs des attributs d'un 
objet, en déclenchant les réflexes 'si_possible' et 'si_modif'. 
• modif : Cette routine est similaire à la précédente, sauf qu'elle n'est pas 
accompagnée de déclenchement de réflexes lors de son exécution. 
Nous allons à présent décrire brièvement les six réflèxes du serveur d'objets: 
• si_besoin : Ce réflexe est déclenché si un attribut est lu alors que sa valeur est 
'nil' ainsi que sa facette 'défaut$'. Ceci permet, entre autres, de calculer 
dynamiquement des valeurs d'attributs. De tels réflexes n'appartiennent qu'à un 
attribut bien précis et ne concernent en aucun cas une famille d'attributs. 
• si_possible : Ce réflexe est déclenché avant la création ou la modification d'un 
attribut. Ceci permet, entre autres, de valider les valeurs que l'on désire 
assigner à un attribut. Ceci permet aussi de calculer la valeur finale de 
l'attribut. Ce réflexe est donc déclenché avant toute modification effective de 
la base de données. 
• si_lu : Un tel réflexe est déclenché lors de la lecture de la valeur d'un attribut, il 
se déclenchera une fois cette valeur lue. Cela permet de manipuler la donnée 
lue, avant de la fournir à l'application désirant en connaître la valeur. Une 
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utilisation possible de ce réflexe est de dissimuler la représentation interne 
d'un attribut. On peut, par exemple, lors de la lecture d'un identifiant qui serait 
enregistré comme un nombre, ce réflexe permettrait de lire le nom 
correspondant à cet identifiant. 
• si_modif : Ce réflexe va être déclenché à la suite d'une modification ou d'une 
création d'un attribut. Un tel réflexe peut être utilisé afin de maintenir une 
certaine cohérence dans la base de données, comme, par exemple, assurer le 
maintien du lien inverse d'une connection. 
• si_détruit : Ce réflexe est déclenché lors de la destruction d'un attribut 
appartenant à un objet. Ceci permet, par exemple, de remettre à jour des liens 
qui devraient être modifiés suite à cette destruction. 
• si_init : Ce réflexe est utilisé pour donner une valeur initiale à un attribut. Il se 
déclenche donc avant la création d'un attribut. 
L'exemple présenté en annexe illustre l'utilisation de quelques-uns de ces réflexes. 
La structure interne du serveur d'objets étant à présent connue, nous allons étudier 
le formalisme des requêtes adressables à celui-ci. 
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2.4. Les requêtes du serveur d'objets 
Nous allons à présent étudier le format des requêtes qu'un agent peut envoyer au 
serveur d'objets. Notre travail consistant en effet à réaliser une interface d'aide à la 
composition de telles requêtes, il nous semble important de devoir en étudier le 
formalisme en profondeur, en vue de saisir les aspects spécifiques de cette interface. 
Il existe quatre types de requêtes adressables au serveur d'objets de SMAUL; les 
requêtes de création, de lecture, de modification et finalement de destruction. Les 
requêtes sont regroupées en transactions avant d'être envoyées au serveur d'objets au 
moyen de messages de type 'demande'. Ces transactions sont exécutées atomiquement, 
c'est à dire que si l'une des requêtes de la transaction ne peut être exécutée, alors aucune 
des requêtes de cette transaction ne le sera. Cette règle permet d'être sûr qu'une 
transaction sera effectuée entièrement ou pas du tout. 
Une fois la transaction traitée, le serveur d'objets répondra par un message de type 
'informe' indiquant si il y a échec ou réussite de la transaction. En cas de réussite, le 
message reprendra aussi les résultats de l'exécution de cette transaction. 
2.4.1 . Format des transactions 
Le format général d'une transaction est le suivant : 
type_transaction([indicateurs_transactions], 
[liste_ requêtes] 
La 'liste_requêtes' est une liste composée de une ou plusieurs requêtes (cfr 2.4.2). 
2.4. 1. 1. Les indicateurs de contrôle des transactions 
Toutes les transactions ainsi que les réponses associées commencent par une liste 
d'indicateurs permettant de contrôler l'exécution de celles-ci. Analysons les différents 
types d'indicateurs utilisables par le serveur d'objets : 
• Id_requête 
Cet indicateur sert d'identifiant à la transaction, il sera donné par l'agent 
effectuant la demande. Il est important de mémoriser cet identifiant lors de 
l'envoi d'une transaction, afin de pouvoir associer une transaction à une 
réponse lors de la réception de message. L'ordre de réception des réponses 
peut différer fortement de l'ordre d'envoi des transactions, une des causes 
possibles étant le verrouillage d'un objet par un autre agent, empêchant 
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temporairement l'accès à cet objet. 
• Réponse 
Cet indicateur permet de préciser si la réponse associée à une transaction est 
désirée ou non. Une telle réponse n'étant pas toujours requise, cet indicateur 
permet d'éviter l'envoi inutile de messages qui ne font que diminuer les 
performances du système multi-agent. De plus, si des messages restent 
inutilisés, ils encombrent vainement la mémoire. 
Les valeurs possibles de cet indicateur sont 'avec_réponse' et 'sans_réponse'. 
• Attente 
Cet indicateur permet de préciser si l'agent effectuant la transaction est prêt à 
attendre que tous les objets auxquels il désire accéder soient déverrouillés. 
Si l'agent ne désire pas attendre, le serveur d'objets lui répondra 
immédiatement quel que soit l'état des objets consultés, soit par une réussite si 
tous les objets sont déverrouillés, soit par un échec si au moins un objet est 
verrouillé. 
Si l'agent désire attendre, le serveur d'objets ne lui répondra que lorsque tous 
les objets auxquels il désire accéder ne seront plus verrouillés. Il peut 
cependant répondra par un échec si un objet est verrouillé pour un temps 
illimité. Cette attente permet d'éviter d'envoyer plusieurs fois une même 
transaction, ceci allège donc le nombre de messages circulant dans le système. 
Les valeurs possibles de cet indicateur sont 'avec_attente' et 'sans_attente' . 
2. 4. 1.2. Les types de transactions 
Il existe deux types de transactions; les transactions de lecture et les transactions 
de modifications. Cette différenciation est due au fait que les transactions de lecture ne 
nécessitent jamais de verrous, et peuvent donc être toujours exécutées sans aucune 
contrainte de ce type. Pour leur part, les requêtes de modification exigent toujours la 
présence d'un tel verrou, sauf, évidemment, pour ce qui est des requêtes de création. 
Les syntaxes de ces deux types de transactions sont respectivement les suivantes : 
trs_lecture([<id_trs>, <attente>], 
[<liste_requêtes_lecture>]) 
trs_modif([<id_trs>, <attente>, <réponse>], 
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[<liste_requêtes_modifications>]) 
La 'liste_requêtes_lecture' est une liste composée de une ou plusieurs requêtes de 
type lecture. La 'liste_requêtes_modifications' est une liste composée de une ou 
plusieurs requêtes de type création, modification ou encore destruction. 
Voyons à présent de quoi sont composées ces requêtes : 
2.4.2. Format des requêtes 
Le format général des requêtes est le suivant : 
type_requête([indicateurs_requêtes], 
[liste_principale], [liste_complémentaire], 
[liste_contraintes]) 
2. 4.2. 1. Les indicateurs de contrôle des requêtes 
Les différents indicateurs de contrôle des requêtes possibles sont les suivante: 
• Accès 
Cet indicateur est utilisé uniquement lors de requêtes de lecture et permet 
d'indiquer si l'agent effectuant l'accès désire poser un verrou sur l'objet qu'il va 
consulter afin de bloquer l'accès de mise à jour aux autres agents. Il est 
possible de préciser la durée de validité de ce verrou, sans quoi, une valeur par 
défaut d'une minute est utilisée. Si l'agent ne désire pas modifier l'objet par la 
suite, alors la lecture se réalisera même si des verrous sont posés par d'autres 
agents. 
• Clé_ verrou 
Cet indicateur est un verrou qui sera retourné à un agent lors de la réponse à 
une requête de lecture avec demande de verrou. Ce verrou devra être présent 
dans toutes les requêtes de type modification ou destruction que cet agent 
effectuera par la suite. 
• Cardinalité 
Cet indicateur permet de préciser le nombre d'objets que l'on désire consulter 
lors de l'exécution d'une requête donnée; ceci est particulièrement utilisé pour 
les requêtes de lecture. Ce nombre est indiqué sous forme d'intervalle, avec 
une valeur minimale supérieure à zéro, ainsi qu'une valeur maximale. Cette 
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valeur maximale peut être le symbole 'n' si l'on ne désire pas borner 
supérieurement ce nombre de réponses. 
En cas de non respect de cet intervalle, le serveur d'objets retournera un 
message d'erreur de type 'cardinalité violée'. 
Nous allons à présent étudier la syntaxe des 4 types de requêtes qu'il est possible 
d'envoyer au serveur d'objets, à savoir, les requêtes de lecture, les requêtes de création, 
les requêtes de modification ainsi que les requêtes de destruction. 
2.4.2.2. Les requêtes de lecture 
La syntaxe des requêtes de lectures est la suivante : 
lire([<id_rqt>, <accès>, <cardinal>], 
[<liste_principale>], 
[<liste_complémentaire>], 
[<liste_contraintes>]) 
Cette requête est composée de trois listes dont nous allons déterminer le rôle : 
• La liste principale 
Cette liste reprend l'ensemble des objets sur lesquels va porter l'opération. 
Chacun des éléments de cette liste a le format suivant: 
<nom_objet>([<liste_lecture_objet>]) 
'nom_objet' va être instancié ou non au nom de l'objet sur lequel porte la 
requête, ce qui va déterminer le rôle des autres listes. 
- S'il est instancié, nous nous trouvons alors dans le cas le plus simple de 
recherche: le ou les objets sur lesquels porte la requête de lecture sont 
déterminés. Les deux autres listes (complémentaire et des contraintes) 
seront donc vides dans ce cas; 
- S'il n'est pas instancié, alors les deux autres listes détermineront le ou les 
objets qui seront concernés par cette requête. Le 'nom_objet' sera 
réutilisé dans ces deux autres listes pour faire référence à l'objet de la 
recherche. 
Le contenu de la liste_lecture_objet est une suite d'éléments de la forme : 
<nom_attr>\ \<val_attr> 
Cette liste reprend l'ensemble des attributs dont nous voulons retrouver la 
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valeur. Les valeurs trouvées seront retournées dans le message de réponse. Le 
'nom_attr' est le nom d'un attribut de l'objet défini par 'nom_objet'. 'Il' 
représente l'opérateur de lecture. 'val_attr' est la valeur instanciée ou non de 
l'attribut spécifié par 'nom_attr'. Si cette valeur est instanciée, alors elle va 
devoir s'unifier avec la valeur de l'attribut spécifié par 'nom_attr' . 
• La liste complémentaire (ou liste secondaire) 
Cette liste est de la même forme que la précédente et fonctionne suivant le 
même principe. Contrairement à la liste principale, les objets trouvés 
n'apparaitront pas dans la réponse à la requête, ceux-ci seront utilisés autre part 
dans la liste complémentaire ou dans la liste des contraintes afin de déterminer 
les objets sur lesquels va porter la requête. 
• La liste des contraintes 
Cette liste reprend une série de contraintes sur les objets apparaissant dans les 
deux autres listes. Ces contraintes sont exprimées sous la forme : 
opérande opérateur opérande 
'opérande' est une variable non-instanciée rencontrée dans une des listes 
précédentes ou une constante; 'opérateur' est un opérateur de comparaison ou 
un opérateur logique suivant la syntaxe de BNR Prolog. Ceci va nous 
permettre de poser des filtres sur les valeurs des attributs des objets référencés 
dans les deux autres listes. 
Il existe deux opérateurs spéciaux définis par le serveur d'objets. Le premier, 
' dans_d' permet de spécifier un domaine, c'est à dire qu'il permet de vérifier si 
un élément appartient à une liste. L'opérateur réussira si l'élément fait partie de 
la liste. Le second opérateur, 'dans_i' permet de vérifier si un nombre 
appartient à un domaine donné. 
Maintenant que le rôle des trois listes a été défini, nous allons illustrer l'utilisation 
des requêtes de lecture par quelques exemples. Toutes les variables non instanciées 
seront reprises en caractères gras . 
Voici d'abord une requête simple, n'étant composée que d'une liste principale, les 
deux autres listes étant vides. Cette requête permet de déterminer la métaclasse de 
l'objet 'lien$ ', ceci avec attente de la réponse et en accès lecture uniquement, c'est à 
dire sans demande de verrouillage : 
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trs_lecture(['transaction l', avec_attente], 
[lire ( [ 'requête l', accès_lecture, [l, 1)], 
[objet$ ( [est_un$ I INom_métaclasse])], [], 
[ ] ) ] ) 
Voici une autre requête plus complexe permettant de retrouver l'ensemble des 
liens de composition appartenant aux objets composites de classe 'composant$' ou 
'partie_de$'. Posons de plus une contrainte sur la cardinalité du lien; la cardinalité 
maximale doit être supérieure à un mais différente de l'infini. 
trs_lecture(['transaction 2', avec_attente], 
[lire(['requête 2', accês_lecture, [0,n]], 
[Nom_lien([classe_liée$1 INom_classe])], 
[Nom_lien([est_un$1 IClasse_lien, 
cardinali té$ I 1 [ , Max] ] ) ] , 
[Classe_lien dans_d [composant$, 
partie_de$] & (Max>l; Max @=n)])]) 
Il est à noter que ' & ' représente l'opérateur logique 'and', et que '@' représente le 
'not'. 
Maintenant que le formalisme des requêtes de lecture est défini, nous allons 
étudier le formalisme des autres types de requêtes. Le comportement de la liste 
complémentaire et de la liste des contraintes étant identique dans tous les cas, nous ne 
décrirons donc plus celles-ci. 
2.4.2.3. Les requêtes de création 
La syntaxe des requêtes de création est la suivante : 
créer([<id_rqt>, <cardinal>], 
[<liste_principale>], 
[<liste_complémentaire>], 
[<liste contraintes>]) 
Il n'y a évidemment pas dans ce type de requête d'indicateur de type 'clé_verrou', 
puisque l'objet n'existe pas encore. La liste principale est de la forme suivante : 
<nom_objet>([<liste_modification_objet>]) 
'nom_objet' est le nom de la classe de l'objet que l'on désire créer. Pour sa part, 
'liste modification objet' est une liste dont chaque élément est de la forme : 
<nom_attribut> <opérateur_de_modification> <valeur_attribut> 
'nom_attribut' est le nom d'un attribut du moule de la classe définie par 
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'nom_objet'. l' 'opérateur_de_modification' est un des opérateurs suivants : 
I= opérateur d'égalité 
I+ opérateur d'ajout 
1- opérateur de retrait 
1: opérateur de masque 
'valeur_attribut' est la valeur que l'on désire assigner à l'attribut spécifié par 
' nom_attribut'. 
Voici un exemple de création d'une classe 'une_classe' dont la métaclasse est 
'classe$' et qui hérite de 'lien$'. Un attribut 'un_attribut' est créé en même temps que 
la classe et un générateur standard est attaché à cette classe. On demande aussi au 
serveur d'objets d'envoyer une réponse afin de confirmer la création. Voici la syntaxe 
de cette requête de création : 
trs_modif(['Transaction 3', avec_attente, 
avec_réponse], [créer(['requête 3', [1,1]], 
[classe$([nom$l=une_classe, 
sorte_de$l=lien$, 
attributs$l=[attribut$([nom$l=un_attribut, 
nil_permisl=non, 
type$l=symbole, 
défaut$!= 
indépendant])], 
son _générateur$ 1 =générateur$() ] ) ] , [] , []) ] ) 
2. 4.2. 4. Les requêtes de modification 
La syntaxe des requêtes de modification est la suivante : 
modifier([<id_rqt>, <clé_verrou>, <cardinal>], 
[<liste_principale>], 
[<liste_complémentaire>], 
[<liste contraintes>]) 
La composition des listes, de même que leur comportement, est identique à celle 
des requêtes de création. La seule différence est qu'il est possible ici d'utiliser une 
'clé_ verrou' afin de modifier un objet verrouillé auparavant. 
Voici un exemple d'utilisation d'une telle requête. L'objet de la modification est la 
classe ('une_classe') que nous venons de créer. La requête va retirer de la liste des 
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attributs hérités de 'lien$' l'attribut 'lien inverse$' : 
trs_modif(['Transaction 4', avec_attente, 
avec_réponse], 
[modifier(['requête 4' ,sans_verrou, [1,1]], 
[une_classe(hérite$1-lien_inverse$)], 
[],[])]) 
2.4.2.5. Les requêtes de destruction 
La syntaxe des requêtes de modification est la suivante : 
détruire([<id_rqt>, <clé_verrou>, <cardinal>], 
[<liste_principale>], 
[<liste_complémentaire>], 
[<liste_contraintes>]) 
Les éléments de la liste principale sont de la forme suivante : 
<nom_objet> () 
La liste principale ne contient donc que le nom des objets à détruire. Les 
conditions de recherche, comme dans les types de requêtes précédentes ne sont 
spécifiées que dans la liste complémentaire et la liste des contraintes. 
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Nous avons étudié dans ce chapitre le fonctionnement du serveur d'objets. Nous 
avons étudié dans un premier temps les modèles orientés objets qui ont servi de base à 
la construction du modèle utilisé par le serveur d'objets. 
La modélisation des données sur celui-ci reprend des concepts des modèles à 
classes, surtout pour ce qui est de l'héritage ainsi que du système d'instanciation par 
moulage. Les modèles à frames ont apporté d'autres concepts utilisés aussi par le 
serveur d'objets, tel que le principe des facettes décrivant les attibuts ou encore les 
réflexes attachés à un attribut et se déclenchant lorsque certaines conditions sont 
respectées. 
Nous avons ensuite étudié la composition du noyau du serveur d'objets. Ceci nous 
a permis de présenter pratiquement comment un modèle hybride peut être implémenté. 
Le formalisme des requêtes adressables au serveur d'objets a ensuite été décrit 
dans une dernière section, puisque l'utilisation de ces requêtes est au coeur même de 
notre travail. 
Nous allons, dans le chapitre suivant, étudier les différents principes liés aux 
interfaces hommes-machines et plus particulièrement les outils de ce type mis à notre 
disposition lors du stage. 
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Après avoir présenté le serveur d'objets dans le précédent chapitre, nous 
exposerons dans ce chapitre les éléments d'interface homme-machine qui nous 
permettront de réaliser l'interface du serveur d'objets. 
Comme nous l'avons décrit dans le premier chapitre, un système multi-agents est 
composé d'agents artificiels et d'agents humains. Les agents communiquent entre eux 
par l'échange d'actes de discours. Les interactions entre agents artificiels et humains 
s'effectuent dans le cadre de conversations. Nous consacrerons la deuxième section de 
ce chapitre à la modélisation des conversations. 
Les actes de discours sont, comme nous l'avons dit dans le premier chapitre, des 
messages structurés. Ce type de communication, s'il est bien adapté aux agents 
artificiels, se heurte à des problèmes de convivialité pour les agents humains. 
Il faut donc transformer les messages échangés entre agents artificiels et agents 
humains (ou les utilisateurs) de façon à ce qu'ils soient présentés de façon 
compréhensible. Pour effectuer cette traduction, nous allons introduire un agent 
particulier: l'interprète. Celui-ci offrira une interface conviviale permettant à un agent 
humain de recevoir et d'envoyer des messages aux agents du système (Figure 3.1). 
actes de interface 
discours conviviale 
Figure 3.1 - L'interprète entre les agents artificiels et humains. 
L'introduction d'un interprète permet d'une part de conserver un mode unique de 
communication entre agents , qu'ils soient artificiels ou humains et d'autre part de 
garantir l'indépendance entre les traitements et l' interface. L'interprète rendra en effet 
transparent le fait qu'un agent artificiel communique avec un agent humain; l'agent 
artificiel a l'impression de communiquer directement avec l'utilisateur, mais en réalité, 
les actes de discours qu'il envoie sont traduits par l'interprète en termes de fenêtres et 
d'objets d'interaction que l'on trouve dans les interfaces modernes (tels les boutons, les 
champs de données, .. ). 
L'interprète sera chargé de l'échange d'informations entre les différents agents 
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artificiels et l'utilisateur humain. Il contrôlera également l'état de l'interaction entre 
l'utilisateur et l'application, c'est-à-dire la conversation. 
Nous montrerons dans la troisième section de ce chapitre, consacrée au système 
de gestion des conversations, comment cet interprète pourra être obtenu à partir de la 
modélisation des conversations. Dans cette section, nous présenterons d'abord 
l'architecture d'une application développée dans l'environnement SMAUL pour 
introduire les éléments qui entrent en jeu. Nous montrerons ensuite deux façons 
d'obtenir l'interprète. 
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Nous présentons dans cette section le formalisme utilisé dans l'environnement 
SMAUL pour spécifier une conversation, c'est-à-dire l'aspect dynamique de l'interface 
homme-machine. Ce formalisme offre une description graphique facilement 
compréhensible basée sur les diagrammes états-transitions et une description textuelle 
plus formelle. 
2.1. Concept de conversation 
La conversation constitue la partie dynamique de l'interface, c'est-à-dire 
l'enchaînement des différents écrans ou fenêtres permettant les échanges d'informations 
entre l'utilisateur et le système. 
Observons le comportement de deux personnes soutenant une conversation; 
A: Bonjour 
B: Bonjour A. Comment vas-tu ? 
A: Très bien. Comment va ta petite famille ? 
B: Au revoir. 
Un agent amorce la conversation en communiquant une information à un autre 
agent. Le second agent répond et la conversation s'engage. Après un certain nombre 
d'échanges, la conversation se termine. En tant qu'observateur, on peut souvent deviner 
quelle sera la réplique suivante en se basant sur ce qui se dit: certains types de 
questions amènent certains types de réponses. En fait, une conversation entre agents 
humains suit souvent un patron prédéfini; c'est encore plus vrai lorsqu'il s'agit d'agents 
artificiels ou informatisés. 
Les conversations entre agents d'une application et un utilisateur suivront un 
patron préparé. On peut donc représenter tout le comportement d'une interface à travers 
le temps en déterminant le cours des différentes conversations qui peuvent s'engager. 
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2.1. 1. Formalisme graphique: le patron des conversations 
Le patron des conversations permet de représenter tout le comportement d'une 
interface à travers le temps en déterminant le cours des différentes conversations qui 
peuvent s'engager. Il est représenté graphiquement par un diagramme états-transitions. 
Un diagramme états-transitions est un graphe orienté dont les noeuds représentent 
des états et les arcs des transitions. 
La façon la plus élémentaire d'appliquer ce formalisme à la description d'une 
interface-utilisateur consiste à utiliser les noeuds pour représenter les états possibles de 
l'interaction et à étiqueter les arcs avec les actions physiques de l'utilisateur (figure 3.2). 
étatl 
1\0~ 0-, ~ 
état2 état3 
Figure 3.2 - Diagramme états transitions appliqué à la 
description de l'interface-utilisateur. 
Dans notre formalisme, le patron des conversations est un diagramme états-
transitions dont les noeuds constituent les états possibles de l'interface. Chaque état de 
l'interface comporte différentes sorties qui correspondent aux actions possibles pour 
l'utilisateur dans l'état où l'on se trouve. A chaque sortie d'un état est attachée une 
transition qui active un autre état (figure 3.3). 
1 1 Etat 1 
oc~on 1 1 oc~n2 
/ \ 
2 Etot2 3 1 Etat3 
Figure 3.3 - Formalisme utilisé dans l'environnement SMAUL. 
Avant d'aborder en détail les états de l'interface et les transitions d'état, nous 
allons présenter un exemple de conversation (figure 3.4), cet exemple permettra au 
lecteur d'avoir une vision globale des concepts que nous allons ultérieurement 
introduire. 
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A propos de Exemple 
a('Cet exemple affiche une 
liste d'auteurs') 
OK 
( Auteurs )1--------__.,.. 
2 Sélection 
a('Sélectionnez un auteur') 
l(Auteurs)(Sélectlon) 
OK 
Paramètre en entrée: 
Auteurs 
Paramètre de sortie: Paramètre en entrée: 
Sélection Auteur 
3 Résultat 
a('Vous avez sélectionné') 
a(Auteur) 
OK 
Figure 3.4 - Exemple de conversation. 
2. 1. 1. 1. Etats et transitions 
La conversation débute par une transition de départ (figure 3.5a) et se termine par 
une transition de fin (figure 3.5b). Il n'y a qu'un seul point de départ, par contre il peut 
y avoir plusieurs points de terminaison de l'interface. Le passage d'un état à l'autre 
s'effectue le long des transitions. 
T J_ 
Figure 3.5 - Représentation graphique des transitions spécifiques 
a) transition de départ b) transition de fin . 
- 63 -
Interface homme-machine. 
2. 1. 1.2. Etats élémentaires et états non élémentaires 
Comme il sera parfois impossible de modéliser toute l'interface d'une application 
sur un seul graphe, il faut qu'existe un mécanisme d'abstraction qui permetet de 
structurer le patron des conversations; ce mécanisme s'appellera la focalisation . 
Un patron des conversations pourra donc contenir des états de l'interface non 
élémentaires; ces états traduisent des sous-conversations complexes. Ces états non 
élémentaires seront détaillés sur un autre diagramme. 
2. 1. 1. 3. Les paramètres d'un état 
Un état de l'interface dispose de paramètres en entrée et fournit des paramètres en 
sortie. Ces paramètres n'apparaissent normalement pas sur le graphe de la conversation, 
nous les avons cependant placés sur l'exemple de la figure 3.1. pour les mettre en 
évidence. 
Les paramètres en entrée constituent en général l'information qu'il faut 
communiquer à l'utilisateur. 
Les paramètres de sorties contiennent les données introduites par l'utilisateur et 
les données que possède cet état de l'interface. 
Les valeurs de ces paramètres sont véhiculées par les transitions. Les transitions 
jouent donc un double rôle; elles doivent d'une part assurer l'enchaînement des états de 
l'interface et d'autre part transporter les données. Nous détaillerons ce concept à la 
section 2.3. 
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2.2. Les états de l'interface 
Dans l'exemple que nous avons présenté au début de cette section (figure 3.1), la 
conversation est dirigée par l'agent artificiel; l'utilisateur doit suivre l'enchaînement 
prévu par le système. Dans les interfaces modernes, on laisse souvent plus de liberté à 
l'utilisateur. Il peut alors à tout moment de la conversation demander l'exécution d'une 
tâche particulière. Les différentes tâches possibles sont accessibles grâce à un menu. 
Chaque entrée correspond à une tâche; la sélection d'une entrée provoque l'exécution de 
la tâche. On distinguera donc deux types d'état, selon l'agent qui a l'initiative. 
2.2.1. Etats avec initiative au système (agent artificiel) 
Lorsque l'interface est dans ce type d'état, l'utilisateur doit typiquement répondre à 
une question du système en remplissant un champ d'introduction de données, ou encore 
confirmer qu'il a vu les informations qui sont affichées. La sortie d'un état avec 
initiative au système est l'activation d'un bouton ou d'un autre objet de l'interface. Un 
état avec initiative au système sera représenté graphiquement par un rectangle (figure 
3.6a). 
2.2.2 Etats avec initiative à l'utilisateur (agent humain) 
Lorsque l'interface est dans ce type d'état, le système attend un ordre de 
l'utilisateur. Un ordre correspond à la sélection d'une entrée dans un menu. A cette 
entrée est associée une tâche spécifique qui constitue un but pour l'utilisateur. La boîte 
représentant graphiquement un état avec initiative à l'utilisateur comportera des coins 
arrondis pour la différencier du premier type d'état (figure 3.6b). 
[ __ ] 
Figure 3.6 - Représentation graphique d'un état de l'interface 
a) avec initiative au système. b) avec initiative à l'utilisateur. 
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2.2.3. Description des états de l'interface 
La description de tout état de l'interface comporte les éléments suivants: 
• l'identifiant de l'état de l'interface 
• le nom de l'état de l'interface 
• les objets composant l'état de l'interface 
• les sorties de l'état de l'interface 
Chaque état de l'interface est représenté graphiquement par une boîte (voir figure 
3.7). Celle-ci se compose de quatre zones distinctes, chaque zone correspondant à un 
élément que nous venons de présenter. 
identifiant nom 
sorties 
Figure 3.7 - Représentation graphique d'un état de l'interface. 
2.2.1 . L'identifiant de l'état de l'interface 
Chaque état de l'interface possède un numéro qui l'identifie parmi tous les autres. 
La numérotation intègre le concept de focalisation. Le numéro d'un état est la 
concaténation du numéro de son état père (celui qui est détaillé par cet état) et d'un 
entier qui l'identifie parmi les états qui sont issus de la focalisation du même état père. 
Par exemple, si l'état père porte le numéro '2.1 ', son fils portera un numéro 
'2.1.x', avec pour x une valeur qui n'a pas encore été attribuée aux autres états 
détaillant l'état père '2.1 '. Le numéro d'un état au sommet de la hiérarchie de la 
focalisation se réduit à un seul nombre. 
2.2.2. Le nom de l'état de l'interface 
Le nom d'un état de l'interface décrit sommairement la fonction de cet état de 
l'interface. 
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2.2.3. Les objets composant l'état de l'interface 
La définition d'un état de l'interface comporte également une description des 
objets qui le composent. Ce sont les objets de dialogue. 
Un objet de dialogue désigne une entité abstraite de dialogue qui doit réaliser un 
sous-objectif de la gestion de la conversation. A cet effet, il gère un ou plusieurs objets 
interactifs par lesquels s'effectue l'interaction entre l'utilisateur et l'application. 
Pour réaliser son objectif, un objet de dialogue peut avoir besoin de paramètres. 
S'il doit afficher des données, il possèdera des paramètres en entrée. Ceux-ci doivent 
nécessairement être présents dans la liste des paramètres d'entrée de l'état de l'interface. 
L'objet de dialogue fournira les données introduites par l'utilisateur dans ses paramètres 
de sortie. 
L'existence des objets de dialogue permet une modification aisée de la 
présentation des données sans changer la définition des états de l'interface. Seul le 
fonctionnement interne de l'objet de dialogue doit être modifié. 
Les objets de dialogue peuvent être de type standard ou de type défini par le 
concepteur. Celui-ci a donc la possibilité de créer de nouveaux types qui s'ajoutent aux 
types offerts par le système. 
En l'occurence, le système définit trois types standards qui correspondent chacun 
à un seul objet d'interaction offert par une boîte à outils appelée panels. Ces types 
primitifs sont les suivants: 
• le type assertion qui permet d'afficher un message à l'utilisateur. Le paramètre 
en entrée contient le contenu du message. 
• le type champ qui correspond à une zone d'introduction de données. Le 
paramètre de sortie contient les données fournies par l'utilisateur. 
• le type liste qui permet l'affichage d'un ensemble d'éléments. Le paramètre 
d'entrée est une liste constituée des valeurs des éléments de l'ensemble, le 
paramètre de sortie contiendra la liste des éléments sélectionnés par 
l'utilisateur. 
Les types spécifiques peuvent être un assemblage plus ou moins complexe de 
plusieurs objets d'interaction. Ceci permet de créer des blocs d'objets de dialogue 
réutilisables, ce qui facilite grandement la conception de l'interface. 
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2.2.4. Les sorties de l'état de l'interface 
Les sorties d'un état de l'interface correspondent aux actions disponibles pour 
l'utilisateur. A chacune de ces actions correspond graphiquement une case dans le bas 
de la description de l'état en question. A ces différentes sorties est attachée une 
transition vers le prochain état. 
1.2.31 Confirmation 
a('Cette opération est 
Irréversible. Voulez-vous 
continuer ?')() 
Oui 1 Non 
Figure 3.8 - Exemple d'un état de l'interface. 
2.2.4.1. L'activation et la désactivation de sorties 
A un moment donné de l'interaction homme-machine, certaines actions (sorties 
d'un état ou buts) sont interdites. Il est habituel de rendre inactifs les objets 
d'interactions correspondants à ces actions. Ils sont alors affichés de façon telle que 
l'utilisateur sache que l'action est désactivée. 
La désactivation peut être permanente: la sortie reste désactivée tant qu'elle n'est 
pas réactivée lors d'une autre transition. 
Elle peut aussi être temporaire, auquel cas la sortie indiquée est désactivée avant 
l'ouverture de l'état de destination de la transition et elle est réactivée à sa fermeture . 
Seules les activations et les désactivations des buts seront présentées sur le patron 
des conversations; on associera une boîte à la sortie qui active et/ou désactive des buts 
(figure 3.9). Cette boîte contient la liste d'activation et la liste de désactivation 
respectivement dans sa partie supérieure et dans sa partie inférieure. Chaque liste 
contient les identifiants des buts qu'il faut activer ou désactiver. Pour représenter une 
activation ou une désactivation permanente d'un but, on soulignera l'identifiant de ce 
but. 
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2.1 Ouverture 
a("Nom du fichier') 
c(XFlchler) 
OK Annuler 
2.2 
1J. 
Figure 3.9 - Liste d'activations et de désactivation. 
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2.3. Les transitions 
Les transitions permettent de modéliser l'enchaînement des états de l'interface et 
le transport des données. 
2.3.1. L'enchaînement des états de l'interface 
Une transition d'état permet de passer d'un état A de l'interface à un autre état B 
de l'interface en associant l'activation de l'état B à une sortie de l'état A. L'état A 
constitue l'état de départ de la transition et l'état B constitue, lui, l'état d'arrivée; on dira 
alors qu'il est ouvert. 
Une transition d'un état A à un état B signifie que l'interface peut passer de l'état 
A à l'état B. Une transition marque donc l'existence d'un enchaînement entre deux états, 
c'est lors de la conversation que l'utilisateur décidera de franchir ou de ne pas franchir 
cette transition. 
Une transition est représentée par un arc entre deux états de l'interface. La flèche 
indique le sens de la transition. Il existe deux types de transitions; d'une part les 
transitions avec fermeture et d'autre part les transitions sans fermeture. Les premières 
provoquent la fermeture de l'état de départ de la transition, par contre les secondes 
laissent ouvert l'état de départ. Graphiquement, la différence se marquera par une 
flèche simple dans le cas d'une transition sans fermeture, et d'une flèche double dans le 
cas d'une transition avec fermeture. 
Lorsque l'utilisateur choisit une sortie dans un état de l'interface préalablement 
ouvert, on dira que la transition qui y est attachée est activée. L'état de départ de la 
transition sera alors fermé s'il s'agit d'une transition avec fermeture; il restera ouvert 
dans le cas d'une transition sans fermeture. Cette dernière possibilité permet par 
exemple d'ouvrir un sous-dialogue spécialisé tout en laissant ouvert l'état de départ de 
la transition. 
La figure 3.10 constitue un exemple de transition avec fermeture. La sélection de 
la sortie 'Oui' par l'utilisateur déclenchera l'activation de la transition qui est attachée à 
cette sortie. Cette transition provoquera la fermeture de l'état de départ de la transition 
(Etat 1.2.3. Confirmation) et l'ouverture de l'état d'arrivée (Etat 1.2.4. Effacement). 
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1.2.3 I Confirmation 
a('Cette opération est 
Irréversible. Voulez-vous 
continuer ?')() 
Oui 1 Non 
1.2.41 Effacement 
a('Effacement du fichier') 
(Fichier) 
Ok 
Figure 3.1 O - Exemple de transition avec fermeture. 
Normalement, si une transition est activée, l'interface passera dans l'état attaché à 
l'extrémité de la transition. Cependant, il est possible de conditionner l'ouverture d'un 
état de l'interface à l'apparition d'un certain état du système ou l'arrivée d'un message 
provenant d'un agent. Il est également possible d'associer des effets lors de la sortie 
d'un état de l'interface. 
En fait, tous les éléments déclencheurs et déclenchés définis par le Système 
Générique des Groupes Transitoires (SGGT) peuvent être présents respectivement dans 
les préconditions d'activation et les effets. 
Ces éléments déclénchés et déclencheurs ont été détaillés dans le premier 
chapitre, nous en rappelons ici brièvement les différents types existants. 
Les éléments déclencheurs peuvent être: la consultation d'un état du système, la 
consultation de l'état d'un élément de la base de données, l'arrivée d'un message 
provenant d'un agent, un déclencheur temporel avec ou sans délai, la consultation d'un 
objet. 
Les éléments déclenchés peuvent être: la création, la modification ou la 
destruction d'un état du système, la modification de l'état d'un élément de la base de 
données, l'envoi d'un message vers un agent, la création d'une marque temporelle 
instantanée ou prédéfinie, la modification d'un objet. 
Bien que les effets et les préconditions d'activation se rapportent respectivement à 
l'état de départ et à l'état d'arrivée de la transition, ceux-ci sont attachés à la transition 
elle-même. Ceci s'explique par le fait que les effets de l'état de départ ne doivent être 
produits que lors de la sélection de la sortie attachée à cette transition, de même les 
préconditions d'activation de l'état d'arrivée ne doivent être satisfaites que lors de 
l'activation de cet état de l'interface par cette transition particulière. 
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Les effets sont effectués dès l'activation de la transition, indépendamment du 
succès ou de l'échec des préconditions d'activation de l'état d'arrivée. 
Si la transition possède des préconditions d'activation, elle est suspendue tant que 
toutes ses préconditions ne sont pas satisfaites. Une fois les conditions réalisées, la 
transition se termine et l'état suivant est ouvert. Si les conditions ne sont pas remplies 
après un certain délai, la transition échoue et il faut alors éventuellement essayer de 
"défaire" les effets qui ont été réalisés. 
Dans l'exemple suivant (figure 3.11), on veut afficher un message à la fin de 
l'impression d'un document. La sortie 'imprimer' de l'état 1 permet à l'utilisateur de 
débuter l'impression de son document. A cette sortie est attachée une transition vers 
l'état 'Fin impression' . Cette transition possède un effet et une précondition 
d'activation. 
L'effet de la transition est de créer l'état système 'imprimer' . L'existence de cet 
état système indique à l'application qu'il faut commencer l'impression du document en 
cours d'édition. 
La précondition d'activation de la transition est l'existence de l'état système 
'fin_impression '. A l'apparition de cet état système, la transition se termine et l'état 
d'arrivée de la transition est ouvert. 
l 1 Etat l 
imprimer 1 action 2 
( imprimer :r-
( fin_impression )-+ 
2 1 Fin impression 
a("L'lmpression est terminée') 
Figure 3.11 - Exemple de consultation d'un état système et de 
création d'un état système. 
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2.3.2. Le transport des données 
Rappelons d'abord que la première fonction des transitions est de modéliser 
l'enchaînement des états de l'interface. La deuxième fonction des transitions est de 
véhiculer de l'information. Cette information peut provemr de l'état de départ de la 
transition, ou de la précondition d'activation. 
A la sortie d'un état de l'interface, celui-ci fournit les paramètres de sorties qui ont 
été définis. L'information que contiennent ces paramètres pourra être communiquée à 
l'application par un ou plusieurs éléments déclencheurs (création d'un état, envoi d'un 
message à un agent). 
A cette information s'ajoutent les données provenant de la précondition 
d'activation (consultation d'un état, arrivée d'un message d'un agent). 
A l'ouverture de l'état de l'interface d'arrivée de la transition, cet état obtiendra 
cette information dans ses paramètres d'entrée. 
Les effets de la transition et ses préconditions d'activation permettent donc de 
spécifier les échanges de données entre l'interface et les agents composants 
l'application. L'exemple suivant illustre l'échange de messages entre l'interface et un 
agent 'horloge' (figure 3.12). L'effet de la transition est d'envoyer un message de type 
demande à l'agent 'horloge'. La transition est ensuite suspendue en attendant un 
message provenant de l'agent 'horloge'. Lorsque celui-ci survient, la transition se 
termine et l'état Heure est ouvert. Celui-ci possède un paramètre en entrée; ce 
paramètre prendra pour valeur l'information renvoyée par l'agent 'horloge'. Cet état est 
composé d'un seul objet de type assertion dont la fonction est afficher l'heure. 
horloge 
1 1 Etatl 
horloge I action 2 
demande('heure") 
lnforme(heure) 
' 
2 1 Heure 
a(heure) 
Figure 3.12 - Exemple d'échange de message avec un agent. 
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2.3.3. Les transitions particulières 
Les transitions permettent, comme nous venons de le décrire, de modéliser 
l'enchaînement de deux états de l'interface et le passage d'information. Il existe deux 
types de transitions particulières. 
2.3.3.1. Les transitions de retour 
Une transition de retour permet de retourner à l'état précédent; c'est-à-dire l'état de 
départ de la transition qui a provoqué l'ouverture de cet état. S'il s'agissait d'une 
transition avec fermeture, l'état de départ a été fermé par définition de ce type de 
transition; on prend alors en considération l'état précédent de cet état. 
Si une sortie ne dispose pas de transition, elle comporte implicitement une 
transition de retour. Cela permet de ne pas surcharger les schémas. 
Une transition de retour peut, comme toute transition, posséder des effets et/ou 
des préconditions. Ceux-ci doivent être indiqués sur le schéma. L'état d'arrivée de cette 
transition est une variable; dès lors l'arc représentant la transition ne peut être relié à un 
état particulier. Pour représenter le fait qu'il s'agit d'une variable, l'état d'arrivée sera la 
lettre V dans un rectangle. 
2.1. l Nouveau 
a("Nom du fichier') 
(Fichier) 
OK Annuler 
créer_flchler(Flchler) 
V 
Figure 3.13 - Transitions de retour explicite et implicite. 
2.3.3.2. Les transitions fantômes 
Une transition fantôme est une exception · au patron de conversation. 
L'enchaînement prévu des états de l'interface est abandonné pour débuter une 
conversation particulière. Celle-ci peut être constituée de plusieurs états. Lorsqu'elle est 
terminée, l'interaction reprend son cours normal. 
Ce concept a été introduit pour permettre aux agents du système d'initier une 
conversation pour communiquer de l'information à l'utilisateur indépendamment de 
l'état de l'interaction. Ce mécanisme est principalement utilisé pour la gestion des 
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erreurs. Lorsqu'une erreur survient dans le système, l'agent artificiel qui a détecté 
l'erreur doit en avertir l'utilisateur. Pour cela, il débute une nouvelle conversation pour 
en informer l'utilisateur, indépendamment de ce qu'il est en train d'effectuer. Ce type de 
conversation peut se réduire à un seul état par lequel le système indique l'erreur 
survenue. Elle peut être plus complexe pour permettre à l'utilisateur de demander plus 
de renseignements sur la cause de l'erreur. 
2.3.4. Conclusion 
En résumé, on modélise une conversation entre agent artificiel et agent humain 
sous la forme d'un graphe. Les noeuds constituent les états de l'interface et les arcs 
représentent les transitions entre les états. 
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2.4. Formai isme textuel 
Le formalisme graphique que nous venons de décrire doit être facilement 
compréhensible. Certains aspects de la spécification sont donc omis pour ne pas 
surcharger les schémas. 
Si l'on veut qu'à partir de la spécification, le système de gestion des conversations 
soit en mesure de générer l'interprète, il faut compléter la spécification graphique de 
l'interface. C'est pourquoi à côté de ce formalisme graphique il existe un formalisme 
textuel défini pour l'environnement SMAUL et qui permet une spécification rigoureuse 
des états de l'interface et des transitions d'états. 
Ce langage de spécification utilise une grammaire BNF pour décrire les états de 
l'interface et les transitions d'états. L'utilisation de ce langage permet l'interprétation 
directe de la spécification. Nous n'exposerons pas ici la syntaxe de ce langage, vous 
pourrez trouver plus d'informations dans le manuel du système de gestion des 
conversations version 3 [BRAS92b]. 
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Pour réaliser la partie visible de l'interface, il faut définir les fenêtres qui 
correspondent aux états élémentaires de l'interface avec initiative au système, et des 
entités visibles et manipulables par l'utilisateur qui correspondent aux objets de 
dialogue composant les états de l'interface. 
3.1. Définition des fenêtres et des objets 
d'interaction 
La réalisation d'une interface utilisateur est complexe et demande beaucoup de 
temps et d'efforts. Il existe des boîtes à outils qui simplifient la réalisation d'interfaces 
modernes. Elles offrent un niveau d'abstraction plus élevé. 
Ces boîtes à outils offrent différentes classes d'objets qui permettent la création 
d'une interaction homme-machine: les objets d'interaction. 
Un objet d'interaction ou objet interactif désigne une entité visible et manipulable 
par l'utilisateur final. Les objets interactifs constituent l'unique moyen de 
communication entre l'utilisateur final et l'application. 
Un objet d'interaction possède un nom et un certain nombre d'attributs qui 
dépendent de son type. On peut classer ces attributs en trois catégories: 
• attributs de présentation tels que la position, la taille, la police de caractères, la 
couleur, ... ; 
• attributs précisant le comportement de l'objet. On peut par exemple spécifier si 
un objet de type liste supporte la sélection multiple ou s'il n'autorise que la 
sélection d'un élément à la fois; 
• attributs précisant l'état de l'objet. Par exemple, un bouton peut être activable 
ou non activable. Dans ce dernier cas, le bouton ne peut être sélectionné par 
l'utilisateur. 
L'environnement Prolog dans lequel est développé SMAUL dispose d'une boîte à 
outils qui offre un tel niveau d'abstraction. Cette boîte à outils s'appelle panels. Elle 
permet de créer des fenêtres composées d'objets d'interaction à l'aide de fonction 
Prolog. La spécification des objets d'interaction peut également s'effectuer à l'aide d'un 
éditeur graphique. 
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3.2. Exemple d'une fenêtre composée d'objets 
d'interaction 
Dans l'exemple suivant (figure 3.14), nous définissons une fenêtre utilisée pour 
demander à l'utlisateur le nom du nouveau fichier qu'il veut créer. Cette fenêtre est 
composée de quatre objets d'interactions: 
- un champ de texte (textel) pour demander à l'utilisateur d'introduire le nom du 
nouveau fichier. 
- une zone d'introduction de donnée (champl) où l'utisateur inscrira le nom qu'il 
désire affecter à ce nouveau fichier. 
- un bouton de confirmation (Ok). 
- un bouton d'annulation (Annuler). 
Figure 3.14 - Exemple de définition d'une fenêtre. 
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3.3. Correspondances entre objets de dialogue 
et objets d'interaction 
La partie visible de l'interface sera obtenue en établissant les correspondances 
suivantes: 
A chaque état de l'interface élémentaire avec initiative au système, devra 
correspondre une fenêtre. Cette fenêtre aura pour titre le nom de l'état de l'interface. 
A un objet de dialogue correspondra un ou plusieurs objets d'interaction selon sa 
complexité. 
A une sortie d'un état de l'interface correspondra un objet d'interaction de type 
bouton. Le nom de cet objet d'interaction devra être le même que celui de la sortie. 
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A partir d'une modélisation des conversations telle que nous l'avons présentée 
dans la deuxième section de ce chapitre, on peut générer de façon automatique 
l'interprète chargé de l'échange d'informations entre les différents agents artificiels et 
l'utilisateur humain et ayant également pour mission de contrôler l'état de l'interaction 
entre l'utilisateur et l'application. 
Avant d'analyser comment cet interprète peut être généré, nous allons d'abord 
présenter ici l'architecture d'une application développée dans l'environnement SMAUL 
(Figure 3.15). 
1 Moteur 1 
1 SGGT 1 
comportement comportement 
is 
des agents 
xH Agents 
états 
du système 
I_ J Interprète 
1 1 
/ 
Gestionnaire 
d'interface 
de l'interface 
1 ]] 
1 états 
de l'interface 
Figure 3.15 - Architecture d'une application basée sur le SGGT 
et le système de gestion des conversations. 
( t 
Le moteur d'exécution du Système Générique des Groupes Transitoires 
détermine pour tous les agents quelles sont les préconditions activables. Il provoque 
l'exécution des groupes transitoires ayant leurs préconditions satisfaites. Ces groupes 
transitoires ont des effets qui activent d'autres préconditions, et l'exécution se poursuit. 
L'interprète est un agent comme les autres. Il possède donc un comportement et 
des états. Le comportement de l'interprète constitue le comportement de l'interface, 
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c'est-à-dire l'enchaînement des différents états. Les états de l'interprète sont les états de 
l'interface. 
Lorsque l'interprète doit communiquer de l'information à l'utilisateur, il utilise des 
fonctions définies par le gestionnaire d'interface. Ces fonctions assurent la 
correspondance entre les entités abstraites manipulées par l'interprète (les états de 
l'interface et les objets de dialogue) et les entités visibles et manipulables par 
l'utilisateur ( les fenêtres ou les menus selon le type d'état et les objets d'interaction). 
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4.1. Le gestionnaire d'interface 
Le gestionnaire d'interface n'est pas un agent; c'est une libraire de fonctions qui 
réalisent la correspondance entre les objets de dialogue et les objets d'interaction. Le 
gestionnaire d'interface place et récupère l'information dans les interfaces visibles selon 
les ordres de l'interprète. et d'autre part définir des fonctions qui réalisent la 
correspondance entre les entités abstraites manipulées par l'interprète et les entités 
visibles et manipulables par l'utilisateur. 
Le système définit les fonctions pour les objets de dialogue de type primitif 
(assertion, champ, liste). Ces fonctions constituent la partie du gestionnaire de 
l'interface qui ne change pas d'une application à l'autre. 
A ces fonctions s'ajoutent les fonctions définies par le concepteur lorsqu'il crée de 
nouveaux objets de dialogue. 
Chaque objet doit pouvoir répondre aux ordres d'écriture et de lecture. Ces ordres 
seront donnés par l'interprète, respectivement lors de l'ouverture et lors de la sortie d'un 
état de l'interface. 
Il faut donc définir les deux fonctions suivantes pour chaque objet de dialogue 
d'un état de l'interface: 
écrire_obj_dial(état_interface,nom_objet,_,paramètresOUT .. ) 
lire_obj_dial(état_interface,nom_objet,_,paramètresIN .. ) 
On indique le nom de l'état de l'interface, le nom de l'objet de dialogue et ses 
paramètres en sortie et en entrée. Le corps de la fonction sera écrit en Prolog et fera 
appel aux fonctions de la boîtes à outils panels pour écrire et pour lire des valeurs dans 
les objets d'interaction. 
Les sorties de l'état de l'interface qui fournissent des paramètres doivent 
également pouvoir réagir à un ordre de lecture. L'interprète donnera l'ordre de lecture à 
la sortie qui aura été sélectionnée par l'utilisateur. 
lire_param_sortie(état interface,sortie) 
S'il existe une transition de retour, la sortie devra également se charger des 
paramètres de retour. 
écrire_param_retour(état_interface,sortie) 
Ces concepts seront illustrés lors de la réalisation de l'interface du serveur d'objets 
au point 4.2.2 du chapitre 4. 
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4.2. Génération de l'interprète. 
Les conversations sont modélisées de manière formelle grâce au langage de 
spécification de l'interface que nous avons présenté dans la deuxième section de ce 
chapitre. Il est dès lors possible de préparer de manière automatique l'interface de 
l'application et le comportement de l'interprète et cela de façon automatique. 
La spécification peut soit être compilée, soit être interprétée. L'évolution du 
système de gestion des conversations nous offre l'occasion d'aborder ces deux 
possibilités. 
4.2.1. Compilation de la spécification. 
Dans sa version précédente, le système de gestion des conversations était 
composé: 
• d'un générateur d'interprète qui transforme les spécifications des 
conversations en groupes transitoires. 
• d'un générateur d'interface qui fait correspondre à chaque état élémentaire de 
l'interface une interface visible formée de fenêtres et de menus. 
Le module d'acquisition des graphes devait permettre au concepteur d'introduire 
le patron des conversations et de transformer ces diagrammes en structure de données 
représentant les états de l'interface et les transitions d'états. Il n'a pas été développé par 
;es concepteur de SMAUL; cette transformation doit être effectuée à la main. 
Concepteur 
Graphes des états de l'interface 
Module d'acquisition 
des graphes 
Générateur ~----1 états de l'interface ~--~ Générateur 
d'interprète d'interface 
Figure 3.16 - Architecture du système de gestion des 
conversations. 
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Les états de l'interface sont utilisés par les deux générateurs. Le générateur 
d'interprète génère l'interprète et le comportement de l'interface, le générateur 
d'interface génère quant à lui les dialogues et les menus. 
Le comportement de l'interface contient pour chaque état de l'interface toutes ses 
préconditions d'activation et tous ses effets déclenchés 
L'interprète contient tous les corps des processus activés par les préconditions 
définies dans le comportement de l'interface. Ceux-ci sont chargés d'une part de gérer 
les échanges d'informations avec l'application et d'autre part les échanges 
d'informations avec l'utilisateur en faisant appel au gestionnaire d'interface. 
Les fenêtres et les menus constituent les interfaces visibles générées à partir des 
états de l'interface. Le système ne peut générer les fenêtres que pour les états de 
l'interface qui contiennent uniquement des objets de dialogue standard (assertion, 
champ, liste). 
4.2.2. Interprétation de la spécification. 
La génération de l'interprète est lourde et complexe. La traduction en groupes 
transitoires est systématique; le même cas de transition produit la même série de 
groupes transitoires indépendamment de l'application. D'où l'idée de manipuler 
directement la spécification de l'interface, on élimine ainsi le problème de la traduction 
des états de l'interface et des transitions d'états en groupes transitoires. 
L'architecture d'une application développée dans l'environnement SMAUL telle 
que nous l'avons présenté au début de ce chapitre à la figure 3.15, doit dès lors être 
légèrement modifié. Il n'y a plus un agent interprète généré comme nous l'avons vu 
dans la section précédente; il est remplacé par le moteur d'exécution du système de 
gestion des conversations qui manipule directement les états de l'interface et les 
transitions décrivant les différentes conversations pouvant s'engager. 
Le moteur d'exécution du système de gestion des conversations gère l'ouverture et 
la fermeture des états de l'interface. Il mémorise pour chaque état de l'interface, l'état 
dans lequel il se trouve. Cet état courant lui permet de garantir la cohérence des 
différentes activations des états de l'interface lors de la conversation. 
L'état courant d'un dialogue peut être 'disponible' ou en ' attente ' (voir figure 
3.17). Initialement tous les états de l'interface sont placés dans l'état 'disponible ' . 
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Un état de l'interface ne pourra être ouvert que s'il est dans l'état 'disponible'. 
Lors d'une transition d'état, le système vérifie l'état courant de l'état de l'interface 
d'arrivée. Si celui-ci est dans l'état 'disponible', la fenêtre correspondante sera ouverte 
et la transition sera un succès; s'il est dans un autre état, la transition échouera. 
La transition peut contenir des préconditions d'activation, auquel cas, l'état 
courant de l'état de l'interface est placé dans l'état 'en attente'. Ceci garantit l'échec de 
toute nouvelle tentative d'activation de cette même transition. Lorsque les préconditions 
de la transition sont satisfaites, la fenêtre correspondant à l'état de l'interface est fermée 
ou reste ouverte selon le type de la transition. L'état courant de l'interface est dans les 
deux cas replacé dans l'état 'disponible'. La transition se termine et provoque 
l'ouverture de l'état d'arrivée. 
De ce fait, il est possible d'ouvrir plusieurs fois un même état de l'interface. A 
l'ouverture d'un état de l'interface avec initiative au système, on crée une fenêtre avec 
des valeurs spécifiques assignées aux ses différents objets d'interaction. 
C'est la modélisation de l'interface qui détermine si un dialogue aura des instances 
multiples. Un état de l'interface peut par exemple posséder une transition vers lui-
même. Lors de l'activation de cette transition, une nouvelle fenêtre correspondant à cet 
état de l'interface est ouverte avec des données différentes. 
Figure 3.17 - Cycle de vie d'un état avec initiative au système. 
Le cycle de vie d'un état avec initiative à l'utilisateur est semblable au cycle de vie 
d'un état avec initiative au système. Mais s'il est intéressant d'ouvrir plusieurs fois le 
même type de fenêtre affichant des données différentes, il est dénué d'intérêt d'ouvrir 
plusieurs fois le même menu puisque celui-ci contiendra toujours la même structure. 
Un menu ne pourra donc pas avoir plusieurs instances. Dès lors, à l'ouverture d'un 
menu, l'état de l'interface est placé dans l'état 'ouvert'. Puisqu'un état de l'interface ne 
peut être ouvert qu'à la condition d'être disponible, toute autre tentative d'ouverture 
échouera. Le cycle de vie d'un menu est représenté graphiquement à la figure 3.18. 
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Figure 3.18 - Cycle de vie d'un état avec in itiative à l'utilisateur. 
4.2.3. Exécution d'une application 
Le moteur d'exécution du système de gestion des conversations gère l'ouverture et 
la fermeture des dialogues. Lorsqu'un dialogue est activé, l'interprète ouvre une fenêtre 
contenant les objets d'interaction qui le composent. Il doit initialiser les valeurs de ces 
objets d'interaction avec les données reçues lors de la transition. Lors de la fermeture 
du dialogue, la fenêtre est fermée et l'interprète lit la valeur des objets d'interaction pour 
les passer à la transition vers l'état activé. 
A l'ouverture d'un dialogue, les paramètres en entrée (Param_in .. ) de cet état de 
l'interface sont unifiés (prennent pour valeur) avec les valeurs fournies par la transition 
menant à cet état. Chaque objet du dialogue reçoit ensuite l'ordre d'écriture avec les 
valeurs unifiées à ses paramètres d'entrée (IN); il doit afficher l'information qu'il reçoit 
dans les objets d'interaction. La fenêtre correspondante peut alors être ouverte. 
L'utilisateur peut agir sur les différents objets d'interaction composant la fenêtre . 
Lorsque l'utilisateur sélectionne un objet d'interaction qui correspond à une sortie 
de cet état de l'interface, la transition associée à cette sortie est activée. Si la sortie 
possède des paramètres, chaque objet possédant des paramètres de sorties (OUT) reçoit 
l'ordre de lecture. L'information contenue dans ces objets est alors transmise à la 
transition. 
La transition peut utiliser cette information dans les différents éléments 
déclenchés tel que nous les avons définis à la section 2.3 de ce chapitre. La transition 
peut par exemple créer un message à destination d'un agent pour lui communiquer des 
données introduites par l'utilisateur. 
Si la transition possède des préconditions, elle est suspendue jusqu'au moment où 
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elles sont toutes satisfaites. La transition se termine alors et active l'état d'arrivée. Elle 
lui fournit comme paramètres d'entrée, les informations provenant de l'état de 
l'interface précédent et des préconditions de la transition (consultation d'état du 
système, consultation d'objets de la base de donnée ou arrivée d'un message issu d'un 
agent). 
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Dans l'environnement SMAUL, les interactions de l'utilisateur sont modélisées 
par des conversations. La partie graphique du formalisme est facile à comprendre par 
tout utilisateur. Le patron de conversation décrit les différents états possibles de 
l'interface et les enchaînements valides. L'ensemble des documents qui le composent 
sert de support à la discussion avec les utilisateurs finaux de l'application. 
La spécification peut être utilisée pour générer un prototype de l'interface 
indépendamment de l'application. Cette possibilité autorise une évaluation continue de 
l'interface au cours du développement. 
Actuellement, il faut réaliser soi même les fenêtres et les objets d'interactions 
qu'elles contiennent. Mais à l'avenir, le système de gestion des conversations sera 
enrichi pour qu'il puisse générer la définition des fenêtres et des objets d'interaction à 
partir de la spécification des états de l'interface. Cette génération n'est évidemment 
possible que pour les états de l'interface qui sont composés d'objets de dialogue 
standards ou qui appartiennent à une librairie prédéfinie. 
La réalisation des fenêtres sera alors très simplifiée puisqu'une grande part sera 
prise en charge par le système. De simples modifications de style et de disposition des 
différents objets d'interaction seront dès lors nécessaires pour obtenir des fenêtres 
offrant une bonne ergonomie. 
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Ce chapitre est consacré au développement de l'interface de spécification du 
serveur d'objets. Cette interface doit fournir une aide à la réalisation de la base de 
données du serveur d'objets. 
Nous définirons dans la deuxième section de ce chapitre les caractéristiques que 
devra posséder l'interface du serveur d'objets. 
Dans la troisième section, nous aborderons la conception de l'application 
permettant la spécification du serveur d'objets. 
A la fin de cette démarche, nous disposons de la spécification de l'agent en termes 
de groupes transitoires et de la spécification de l'interface en termes de conversations. 
Il reste alors à concevoir un programme exécutable; c'est l'objectif de la dernière 
section de ce chapitre. 
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L'interface du serveur d'objets doit fournir une aide à la réalisation de la base de 
données du serveur d'objets; elle doit permettre à un agent humain d'envoyer des 
requêtes au serveur d'objets et de recevoir les réponses à ses requêtes (figure 4.1). 
réponse 
◄••-•I► Serveur d'objets 
requête 
Figure 4.1 - Interactions entre le concepteur de la base de 
données et le serveur d'objets 
L'interface permet à un agent humain de formuler des requêtes de lecture, de 
création, de modification, et de destruction d'objets. La formulation de ces requêtes se 
fera dans la syntaxe présentée au chapitre 2, dans la section consacrée aux requêtes. 
Une fois que le concepteur a écrit et testé une transaction, il serait intéressant de 
pouvoir sauvegarder cette transaction afin de pouvoir la réutiliser par la suite. Nous 
introduisons ainsi la notion de session de travail; une session contient une séquence de 
transactions. Le concepteur peut ainsi créer une session contenant toutes les 
transactions qui créent les classes et les objets de la base de données ou réutiliser une 
transaction dans un programme. 
L'interface du serveur d'objets permet donc d'écrire des requêtes au sein de 
transactions. L'agent sera chargé de mémoriser la session, de permettre la lecture et la 
sauvegarde de la session dans un fichier , d'envoyer les transactions au serveur d'objets 
et de recevoir ses réponses. 
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t -~-'--------Serve_urd'o_______,bjets 
Figure 4.2 - Interface du seNeur d'objets 
Nous avons défini une session comme une suite de transactions. Une transaction 
peut être décomposée en requêtes. Chaque requête est composée d'indicateurs de 
contrôle et de trois listes (liste principale, liste secondaire, liste des contraintes). Ces 
concepts ont été présentés dans la section 2.4. du chapitre 2 consacré au serveur 
d'objets. L'interface permettra l'édition d'une session à ces différents niveaux (figure 
4.3). 
Transaction 
Indicateurs 
transaction #2 
Figure 4.3 - Structure d'une session. 
- 92 -
Requête 
Indicateurs 
de controle 
Liste 
principale 
Liste 
complémentaire 
Liste des 
contraintes 
L'interface de spécification du serveur d'objets. 
_,_ 
Après avoir donné les caractéristiques de l'interface du serveur d'objets, cette 
section est consacrée à la conception de cette interface. Cette section se décompose en 
trois sous-sections qui s'articulent sur la démarche d'analyse proposée par V. Fortin 
[FORT92]. 
Cette démarche est composée des trois étapes suivantes: 
• analyse de l'application: 
Cette analyse a pour objectif d'identifier les agents et leurs différents rôles. Elle 
met également en évidence les échanges d'informations avec l'usager. Les agents seront 
spécifiés avec l'aide du Système Générique des Groupes Transitoires (SGGT). 
• analyse de l'interface: 
Dans cette analyse, nous nous intéressons uniquement à l'aspect dynamique 
(conversation) de l'interface indépendamment de l'application. 
Il faut dans un premier temps ébaucher un patron des conversations. Il sera 
détaillé par la suite en utilisant le principe de la focalisation. On déterminera également 
les informations qui doivent être affichées et celles qui doivent être demandées à 
l'utilisateur. On pourra alors définir pour chaque état de l'interface les objets qui le 
composent. Lorsque la modélisation des conversations sera terminée, le patron de 
conversation pourra être spécifié avec le système de gestion de conversations 
(SYGECON). 
• intégration des liens avec l'application: 
Cette dernière analyse constitue le point de synchronisation entre les deux 
premières analyses. Il faut reporter les échanges analysés dans la première étape dans 
l'analyse de l'interface. 
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Les deux premières analyses sont indépendantes et peuvent donc être réalisées en 
parallèle. L'analyse de l'interface sera confiée à des spécialistes de l'interaction homme-
machine qui travailleront en étroite collaboration avec les utilisateurs finaux de 
l'application. La dernière analyse consiste à spécifier les échanges entre l'interface et les 
agents. 
3.1. Analyse de l'application. 
L'application est composée d'un seul agent. Il est responsable de la gestion de la 
session; il possède donc un seul rôle: gérer session. 
Notre agent doit gérer une session; c'est-à-dire mémoriser les transactions de cette 
session et permettre la lecture et la sauvegarde de la session dans un fichier. 
L'agent mémorise la session dans une structure de la forme: session(Nom, L_trs) 
Le premier élément indique le nom de la session, le second élément renferme la 
liste des différentes transactions qui composent la session. Les transactions possèdent la 
même structure que lorsqu'elles sont envoyées au serveur d'objets. 
Pour permettre la lecture et la sauvegarde de la session dans un fichier, l'agent 
-dispose de quatre plans réalisant respectivement la création, l'ouverture, la sauvegarde 
et la fermeture d'une session. Ces plans sont les suivants: 
créer session 
ouvrir session 
sauver session 
fermer session 
Il doit également permettre l'exécution d'une transaction particulière; c'est-à-dire 
envoyer la transaction au serveur d'objets, et afficher la réponse. Pour cela, il dispose 
du plan suivant: 
exécuter transaction 
Le dernier plan de l'agent autorise l'exécution de la session, c'est-à-dire 
l'exécution de toutes les transactions qui composent la session, et ce dans l'ordre où 
elles apparaissent. Ce plan est le suivant: 
exécuter session 
Le lecteur pourra trouver en annexe les diagrammes états-transitions pour chacun 
de ces plans. Nous présenterons ici deux plans à titre d'exemple: créer session et 
exécuter transaction. 
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3.1.1. Créer session 
Chaque plan de l'agent comporte un ou plusieurs groupes transitoires. L'un 
d'entre-eux possède un élément déclencheur portant le même nom que le plan. Cet 
élément déclencheur constitue l'interface de ce plan vis-vis des autres agents du 
système. Les autres éléments déclencheurs constituent des contraintes supplémentaires 
sur l'activation du groupe transitoire. 
Le plan 'créer session' est simple; il est composé d'un seul groupe transitoire 
(figure 4.4 ). La précondition d'activation de ce groupe transitoire est composée de deux 
éléments déclencheurs.Le premier est une consultation de l'état système 
'créer_session(Fichier)'; l'existence de cet état indique que l'on désire créer une 
nouvelle session. Le second élément déclencheur indique que l'activation ne peut avoir 
lieu si une session est déjà en cours d'édition; l'état système 'session ' doit être dans 
l'état 'indisponible '. 
L'effet de ce groupe transitoire est de mémoriser une session vide portant comme 
nom le libellé du fichier. 
session 
indisponible 
Agent : ISSO 
Rôle : Gestion session 
Plan : Créer une session 
(créer_session(Fichier)).,___--l-+1----P_l _. l___ -----J 
Créer session vide 
session 
disponible 
Figure 4.4 - Plan 'Créer session' . 
3.1.2. Exécuter transaction 
Ce plan doit permettre l'exécution d'une transaction. Pour cela, il faut envoyer la 
transaction au serveur d'objets. Lorsqu'il a exécuté la transaction, le serveur d'objets 
envoie un message contenant la réponse, celle-ci peut alors être affichée. 
Comme on peut le voir sur la figure 4.5 , l'envoi de la transaction est effectué par 
le groupe transitoire 'Exécuter_transaction '. Ce groupe transitoire crée également un 
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état système pour mémoriser l'identifiant de la transaction qui a été envoyée. De la 
sorte, on évitera les confusions lors de la réception de la réponse du serveur d'objets; le 
groupe transitoire 'Envoyer_réponse' ne s'activera que pour la réponse du serveur 
d'objets concernant cette transaction. 
session 
disponible 
Agent : 1SS0 
Rôle : Gestion session 
Plan : Exécuter une transaction 
Pl .5 .1 
exécuter_trs(Trs) i--->---+--►1------------1 
- ---CD Exécuter transaction 
exécution_trs(ld) 
CD 
Pl .5 .2 
Envoyer réponse 
Figure 4.5 - Plan 'Exécuter transaction·. 
Spécification de l'agent 
serveur_objets 
Serveur d'objets 
A la fin de l'analyse de l'agent, nous disposons de diagrammes états-transitions 
décrivant ses différents plans. Pour spécifier l'agent, nous utiliserons le Système 
Générique des Groupes Transitoires. Cet outil a été présenté dans le chapitre 1 consacré 
à la description de l'environnement SMAUL. 
Une fois l'agent entièrement spécifié, le SGGT génère deux fichiers pour chaque 
rôle. 
Le premier fichier comporte la définition des groupes transitoires; pour chaque 
groupe transitoire, il est indiqué quels sont les éléments déclencheurs et les éléments 
déclenchés qui constitent respectivement ses préconditions d'activation et ses effets. 
Cette définition textuelle correspond exactement à la représentation graphique des 
plans. 
La figure 4.5 illustre cette définition textuelle pour le groupe transitoire chargé 
de la création d'une nouvelle session. 
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processus_système( $créer_session). 
pa('gérer_session',pa_créer_session, 
[Fichier], 
[ 
co_és(persistant,session( indisponible )), 
co_és(transitoire,créer_session(Fichier)), 
l' 
$créer_session(simple)). 
ef('gérer_session',ef_ouvrir_session, 
[L_trs,Nom], 
[ 
cr_és(session(Nom, L_trs)), 
mo_és(session( indisponible ),session( disponible)), 
l). 
Figure 4.5 - Définition du groupe transitoire créer_session . 
Le second fichier contient les en-têtes des groupes transitoires. Ce fichier 
constitue le squelette du programme final contenant les processus définis par le 
concepteur. Il devra être complété par le corps des différents groupes transitoires; c'est-
à-dire le code écrit en Prolog qui réalise la tâche du groupe transitoire. 
Les en-têtes sont en fait des commentaires destinés à rappeler quels sont les 
préconditions d'activation et les effets possibles du groupe transitoire. 
L'en-tête du groupe transitoire créer session est présenté à la figure 4.6 
/*** =================================================== ***/ 
% Groupe transitoire: $créer_session 
% Type: simple 
% Précondition d'activation: pa_créer_session 
% Paramètres: [Fichier] 
% Effet: ef ouvrir session 
- -
% Paramètres: [L_trs,Nom] 
/*** ***/ 
Figure 4.6 - En-tête du groupe transitoire créer_session . 
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3.2. Analyse de l'interface. 
Dans cette analyse, nous nous intéressons uniquement à l'aspect dynamique 
(conversation) de l'interface indépendamment de l'agent que nous venons d'analyser. 
La conversation débute par l'affichage d'informations sur l'application (état de 
l'interface 'A propos de ISSO '). Le second état de l'interface est un état avec initiative à 
l'usager; les buts disponibles sont 'fichier', 'éditer' et 'quitter'. 
Le but 'fichier' dispose de quatre sous-buts: 'nouveau', 'ouvrir', 'sauver', 
'fermer'. Ces différents sous-buts permettent respectivement la création d'une nouvelle 
session, l'ouverture d'une session, la sauvegarde de la session et la fermeture d'une 
session. 
Le but 'éditer' permet l'édition de la session. 
Le but 'quitter' permet de mettre fin à la conversation. 
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Edition de la session 
Dans l'état de l'interface permettant l'édition de la session, on indique le nom de la 
session en cours d'édition et la liste des identifiants des transactions qui la composent. 
Les actions qui peuvent être effectuées sont les suivantes: 
• La création d'une nouvelle transaction de lecture ou de modification. 
• La modification d'une transaction existante. 
• La destruction d'une transaction. Cette opération doit être confirmée. 
• L'exécution d'une transaction particulière. 
• L'exécution de l'entièreté de la session; c'est-à-dire envoyer toutes les 
transactions au serveur d'objets. Une fois que les transactions ont été 
envoyées, l'utilisateur peut continuer l'édition de sa session. Lorsque le serveur 
d'objets envoie les réponses, il faut accumuler ces réponses pour ne les 
afficher les réponses qu'à la fin de l'exécution de toutes les transactions. 
Comme cette opération peut être longue, on donne la possibilité d'interrompre 
l'exécution de la session. 
• Il est également intéressant de simuler l'exécution de la session; après avoir 
exécuté la session, le serveur d'objets replace la base de données dans son état 
initial. Cela permet d'effectuer des tests sans affecter la base de données . Cette 
option de simulation n'était pas offerte par le serveur d'objets lors de la 
réalisation de l'interface mais était prévue dans le développement du serveur 
d'objets. 
Ces actions constituent les sorties de l'état de l'interface. Les sorties création et 
modification de transaction conduiront à un état de l'interface permettant l'édition d'une 
transaction. 
Edition d'une transaction 
Lors de l'édition d'une transaction, on affiche l'identifiant de la transaction en 
cours d'édition et la liste des identifiants des requêtes appartenant à cette transaction. 
Ces différents concepts ont été définis à la section 2.4.1. du chapitre 2 consacré au 
serveur d'objets. 
Les actions qui peuvent être effectuées sont les suivantes: 
• La création d'une nouvelle requête. 
• La modification d'une requête existante. 
• La destruction d'une requête. 
• L'exécution de la transaction. 
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Les sorties création et modification de transaction conduiront à l'état de l'interface 
permettant l'édition d'une requête. 
Edition d'une requête 
Dans l'état de l'interface permettant l'édition d'une requête, on affiche les 
différents indicateurs de contrôle et les trois listes (la liste principale, la liste secondaire 
et la liste des contraintes) tels qu'ils ont été définis au point 2.4.2 du chapitre 2 consacré 
au serveur d'objets. L'identifiant de la requête ne peut être altéré, par contre le 
concepteur peut modifier la cardinalité, le type d'accès, et les trois listes de la requête. 
Comme les différentes listes peuvent être très complexes, il est possible d'éditer 
chacune de ces listes dans une fenêtre plus grande. 
Ecrans spécifiques 
La création des requêtes est une tâche lourde et complexe; l'interface facilite le 
travail du concepteur en lui proposant des écrans spécifiques. 
Un écran spécifique a été défini pour la création d'une classe. Dans cet état de 
l'interface, on indique le nom de la classe (nom$) et de sa superclasse (sorte_de$), on 
permet la modification de la liste des ses attributs hérités (hérite$) et des attributs 
définis par cette classe (attributs$). 
Le lecteur pourra trouver en annexe les détails de la spécification des 
conversations. 
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3.3. Spécification des liens entre l'application et 
l'interface. 
Les liens entre l'application et l'interface s'établiront par la création et la 
consultation d'états système. Ce mécanisme permet un échange de données rapide entre 
les deux composants. La figure 4.11 présente la spécification complète de l'état de 
l'interface 'ISSO' . 
Pour illustrer le déroulement complet d'une action, prenons l'exemple de la 
création d'une nouvelle session. 
Lorsque l'utilisateur désire créer une nouvelle session, il ouvre le menu 'ISSO' et 
sélectionne l'entrée 'Nouveau' dans le sous-menu 'Fichier'. La fenêtre 'Nouveau' est 
alors ouverte et il peut introduire le nom qu'il souhaite donner à sa nouvelle session. 
Lorsqu'il sélectionne le bouton de confirmation 'OK', la fenêtre est fermée et l'état 
système 'créer_session(Fichier)' est créé. Le groupe transitoire 'créer_session' de 
l'agent peut alors être activé par le moteur du SGGT, à condition toutefois qu'il n'y ait 
pas une session en cours d'exécution (second élément déclencheur de la précondition 
d'activation de ce goupe transitoire). Le corps de ce groupe transitoire crée alors la 
nouvelle session. 
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•tll 
Pour obtenir une application exécutable, il faut écrire le corps des groupes 
transitoires et réaliser la partie visible de l'interface. 
Le corps d'un groupe transitoire doit être écrit en Prolog. Il doit réaliser la tâche 
··-· qui a été assignée au groupe transitoire. 
La réalisation de la partie visible de l'interface consiste à définir les nouveaux 
objets de dialogue; pour chaque objet de dialogue, il faut d'une part définir les objets 
d'interactions qui représentent sa partie visible et manipulable par l'utilisateur et d'autre 
part définir les fonctions de lecture et d'écriture dans cet objet. 
4.1. Les groupes transitoires. 
Le corps d'un groupe transitoire est généralement simple; il faut effectuer la tâche 
affectée au groupe transitoire et déterminer la valeur des paramètres de sortie. 
Prenons l'exemple du groupe transitoire 'créer_session' (figure 4.). Dans le corps 
de ce groupe transitoire, on crée le fichier spécifié dans le paramètre d'entrée (Fichier) 
et on mémorise localement l'identifiant interne de ce fichier (Stream). Aux deux 
paramètres de sortie 'Nom' et 'L_trs' sont affectés le nom du fichier et la liste vide 
respectivement. 
/*** =================================================== ***/ 
% Groupe transitoire : $créer_session 
% Type: simple 
% Précondition d'activation : pa_créer_session 
% Paramètres: [Fichier) 
% Effet: ef ouvrir session 
- -
% Paramètres : [L_trs,Nom) 
/*** =================================================== ***/ 
$créer session( pa_créer_session( Fichier), 
ef_ouvrir_session( L_trs , Nom ), 
Cntx .. ) : -
open( Stream, Fichier, read_write, 0) , 
L trs = [) , 
remember( session ( Stream) , $local) , 
fullfilename( Nom, Fichier) - > true ; Nom= Fichier . 
Figure 4.3 - Corps du groupe transitoire créer_session. 
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4.2. Réalisation de l'interface. 
Il faut d'une part définir la partie visuelle des objets de dialogue et d'autre part 
définir les fonctions de lecture et d'écriture. 
A partir de la spécification des états de l'interface et des définitions des objets de 
dialogue, le système de gestion des conversations devrait pouvoir générer 
automatiquement les fenêtres associées aux états de l'interface. Ce n'est pas le cas; il 
faut dès lors réaliser soi-même ces différentes fenêtres. 
4.2.1 . La partie visuelle de l'interface 
Pour illustrer cette partie, nous présentons l'édition de deux exemples présentés 
dans le chapitre 2 consacré au serveur d'objets. 
· · .. J.¾,4.m~Exeyipl~• + 
.. · [? EHêt.iihff s~~~nfü 
{ nrr~t e1{êctjJio~ f ] · 
•••[ ··•••:•:••••·s ïili~·,é;. s~·s$.•,o·n•:••••· ·J ·.· 
· ·· [hJoütei. if~•~~ituf~T 
o)nù]8htb•ffiodif ] •· 
ModjfJéd1is ... ··•· ] 
o.·étrM;r:é•••·t.r.~·• ·····•····•·••····)·•••· 
· >[ r~:~~tiJet tn. / 
Figure 4.9 - Edition d'une session. 
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Exemple de transaction de lecture 
trs_lecture(['transaction 2', avec_attente], 
[lire(['requête l', accès_lecture, [1,1], 
[lien$([est_un$ 11 Nom_métaclasse])], 
[ l, [ l ) , 
lire ( [ 'requête 2', accês_lecture, [0, n]], 
[Nom_lien([classe_liée$1 INom_classe])], 
[Nom_lien([est_un$1 IClasse_lien, 
cardinalité$ I 1 [ ,Max] l)], 
[Classe_lien dans_d [composant$, partie_de$] 
& (Max>l; Max @=n) ] )]) 
Cette transaction est en cours d'édition dans les fenêtres présentées aux figures 
4.10 et 4.11. La première fenêtre présente les indicateurs de contrôle de la transaction 
et la liste des identifiants des requêtes. L'édition d'une requête particulière est effectuée 
au sein de la seconde fenêtre (Requête de lecture). 
·.· .. ·.·.·.·.v••• •.•.•••••••• .JtiriiltO••n.{è.t.tütë :[:;!;: t 
1, {f l\~!~1r;~[11;1!i: 
Dètruife :r~quête ·•· ] 
( > •·· ok .. ·•·· ] 
Figure 4.1 O - Edition d'une transaction de lecture. 
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i : i ::::~:.f~~~~t~:~ lii l!\•i;i i i li ::  ::• 
_____ ,...•• ... >""''. ... i ""'i ,...\:c:,.....L ...... t ,...{_ •• ••·I jfü •; ; • • '?•••''''' ' 
Figure 4.11 - Edition d'une requête de lecture 
Exemple de requête de création de classe 
trs_modif(['Transaction 3', avec_attente, avec_réponse) , 
[créer(['requête 3', [1,1)), 
[classe$([nom$1 =une_classe, 
sorte_de$1=lien$, 
attributs$1=[attribut$([nom$1=un_attribut, 
nil_permisl =non, 
type$1=symbole, 
défaut$1=indépendant] )J, 
son_générateur$1=générateur$()))), 
[ J, [ l ) l ) 
Dans cet exemple, la requête est complexe; il s'agit d'une requête de création de 
classe. Elle crée la classe 'une_classe' et crée également son attribut 'un_attribut'. 
L'édition de cette requête de création est facilitée par l'utilisation des écrans spécifiques 
suivants (figures 4.12 et 4.13). 
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Figure 4.12 - Création d'une classe. 
Figure 4.13 - Edition du masque d'un attribut. 
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4.2.2. Les fonctions de lecture et d'écriture 
Les fonctions de lecture et d'écriture doivent être définies pour tous les nouveaux 
objets de dialogue. Nous présenterons ici une partie des fonctions de l'objet de dialogue 
permettant l'édition d'une session. 
L'objet de dialogue 'éditer_session' permet de manipuler la liste des transactions 
contenues dans une session; c'est-à-dire la visualisation de la liste des identifiants de 
ces transactions, la destruction de transactions et la création de nouvelles transactions. 
Le paramètre d'entrée de cet objet de dialogue est une structure qui contient le 
nom de la session et la liste des identifiants des transactions: Session(L_trs). 
La fonction 'écrire_obj_dial' est chargée d'affecter le nom de la session et la liste 
des transactions aux objets d'interaction 'session' et 'l_trs' respectivement. Pour cela, 
cette fonction utilise la fonction panel_ view de la boîte à outils qui permet de modifier 
la valeur d'un objet d'interaction d'une fenêtre particulière (opérateur d'affectation := ). 
écrire_obj_dial('Session' : Id_wind, éditer_session , ,Session(L_trs)) 
panel_view ('Session ': Id_wind,session:=Session, 
l_trs: =contents (L_trs .. )) . 
Inversément, la fonction 'lire_obj_dial' est chargée de lire le nom de la session et 
la liste des transactions dans les objets d'interaction 'session' et 'I trs' respectivement. 
La même fonction panel_ view permet la lecture de la valeur d'un objet d'interaction 
(opérateur de consultation : ). 
Le paramètre de sortie possède la même structure que le paramètre d'entrée. 
lire_obj_dial (' Session ' :Id_wind , éditer_sess i on , , Session(L_trs)) 
panel_view ('Session': Id_wind, session : Session, 
l_trs: contents (L_trs .. )). 
La sortie 'exécuter_session' doit fournir en paramètre la liste des transactions qui 
composent la session. L'agent connaît ces transactions puisqu'il est chargé de 
mémoriser la session mais l'ordre des transactions au sein de la session a pu être 
modifié par l'utilisateur; il est donc nécessaire de lui fournir la liste des transactions 
telle qu'elle se présente dans l'objet d'interaction comportant les transactions. 
lire_param_sortie (' Session ' : I d_wind , 
bout(clk,exécuter_session(L_trs))) :-
panel_view('Session' :Id_wind,l_trs:contents(L_trs . . )) . 
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La sortie 'détruire_trs' est plus complexe; elle doit non seulement fournir des 
paramètres de sortie, mais aussi recevoir des paramètres de retour. 
La fonction 'lire_param_sortie' fournit l'identifiant de la transaction sélectionnée 
par l'utilisateur. Pour déterminer l'élément sélectionné dans l'objet d'interaction 
contenant la liste des transactions, cette fonction fait appel à une fonction de la boîte à 
outils. Elle vérifie qu'une et une seule transaction est sélectionnée. Dans ce cas, la 
transition attachée à cette sortie est activée. Cette transition ouvre un état de l'interface 
qui demande confirmation de destruction. Dans le cas contraire, un message d'erreur est 
affiché pour en avertir l'usager et la sortie de l'état n'aura pas lieu. 
lire_param_sortie('Session' :Id_wind, 
bout(clk,détruire_trs(Id_trs))) :-
panel_view('Session':Id_wind,l_trs:selection( ,Id_trs)), 
list(Id_trs) -> $erreur('Sélect ionnez une seule transaction'), 
Id_trs @= '' -> $erreur('Sélect ionnez une transaction'). 
La fonction 'écrire_param_retour' est appelée par l'interprète lors du retour de 
l'état responsable de la demande confirmation de destruction. Cet état renvoie comme 
paramètre le choix de l'utilisateur: confirmation de destruction ou annulation de 
destruction. Dans le cas de la confirmation de destruction, la fonction 
'écrire_param_retour' efface la transaction sélectionnée et met à jour l'objet 
d'interaction contenant la liste des transactions. 
écrire_param_retour('Session' :Id_wind, 
bout(clk,détruire_trs( ) ,détruire)) :-
panel_view('Session' :Id_wind,l_trs:selection(_,Id_trs), 
l_trs:contents(L_ t r s_old .. )), 
forget(trs(Type([ Id_trs,T .. ], [L_ req .. ])),$local), 
$retirer(L_trs_old,Id_trs,L_trs), 
panel_view('Session':Id_wind, l _trs:=contents(L_ trs .. )) . 
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L'interface que nous avons réalisée permet à un agent humain de formuler des 
transactions composées de requêtes. Ces différentes transactions sont regroupées au 
sein d'une session de travail. Cette session peut être sauvegardée de façon à permettre 
la réutilisation des transactions. Les transactions peuvent être envoyées au serveur 
d'objets pour qu'il les exécute. 
La tâche du concepteur est facilitée par l'utilisation d'écrans spécifiques lors de 
l'édition des requêtes de création. 
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♦onclusion 
L'objectif de notre travail était de réaliser l'interface de spécification du serveur 
d'objets de l'environnement SMAUL. Cette interface permet à un agent humain de 
formuler des transactions composées de requêtes et d'envoyer ces transactions au 
serveur d'objets pour qu'il les exécute. Ces différentes transactions sont regroupées au 
sein d'une session de travail. Cette session peut être sauvegardée de façon à permettre 
la réutilisation des transactions. 
L'interface que nous avons réalisée a été intégrée à l'interface du Système 
Générique des Groupes Transitoires pour permettre la formulation de messages 
adressés au serveur d'objets. 
La rédaction des requêtes est facilitée par l'utilisation d'écrans spécifiques adaptés 
aux objets de la base de données. A l'avenir, on peut envisager la génération 
automatique des écrans spécifiques à partir de la définition des objets de la base de 
données. Cette génération est une tâche difficile mais elle permettra une très grande 
souplesse pour l'édition des requêtes. 
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