Abstract Spreadsheets can be viewed as a highly flexible programming environment for end users. Spreadsheets are widely adopted for decision making and may have a serious economical impact for the business. However, spreadsheets are staggeringly prone to errors. Hence, approaches for aiding the process of pinpointing the faulty cells in a spreadsheet are of great value. We present a constraint-based approach, CONBUG, for debugging spreadsheets. The approach takes as input a (faulty) spreadsheet and a test case that reveals the fault and computes a set of diagnosis candidates for the debugging problem. Therefore, we convert the spreadsheet and a test case to a constraint satisfaction problem. We perform an empirical evaluation with 78 spreadsheets from different sources, where we demonstrate that our approach is light-weight and efficient. From our experimental results, we conclude that CONBUG helps end users to pinpoint faulty cells.
Introduction
Spreadsheet tools, such as Microsoft Excel, 1 iWork's Numbers, 2 and OpenOffice's Calc, 3 can be viewed as programming environments for nonprofessional programmers (Ko et al. 2011) . These so-called end user programmers 4 vastly outnumber professional ones: the US Bureau of Labor and Statistics estimates that more than 55 million people use spreadsheets and databases at work on a daily basis (Ko et al. 2011; Hermans et al. 2011 Hermans et al. , 2013 . Despite this trend, as a programming language, spreadsheets lack support for abstraction, testing, encapsulation or structured programming. As a consequence, spreadsheets are error-prone. As a matter of fact, numerous studies have shown that existing spreadsheets contain redundancy and errors at an alarmingly high rate (Chadwick et al. 2001; Tukiainen 2000) . As an example, disastrous financial consequences due to spreadsheet calculating errors, the Board of the West Baraboo Village, USA, found out on December 9, 2011 that they will be paying $4,000,000 more on the estimated total cost for the 10-year borrowing than originally projected. 5 In the software engineering domain, constraints have been used for various purposes like verification (Collavizza and Rueher 2007) , debugging (Ceballos et al. 2005; Wotawa and Nica 2008) , program understanding (Woods and Yang 1998) and testing (Gotlieb et al. 1998 (Gotlieb et al. , 2000 . Some of the proposed techniques use constraints to state specification knowledge like pre-and post-conditions. Others use constraints for modeling purposes or extract the constraints directly from the source code.
In this paper, we propose a constraint-based approach for debugging spreadsheets, dubbed CONBUG. This paper is an extension of the work published in Abreu et al. (2012a, b) and Hofer et al. (2012) . The approach takes as input a spreadsheet and the set of user expectations, and produces as output a set of diagnosis candidates. User expectations express the cells that, according the user, reveal failures on the spreadsheet. Diagnosis candidates are explanations for the misbehavior in user expectations. The main contribution of this paper is the profound explanation of the approach and an extended empirical evaluation using spreadsheets from different sources. This paper extends previous work (Abreu et al. 2012a, b; Hofer et al. 2012) as follows:
• The description of the CONBUG approach has been expanded. In contrast to previous work, we now explain the conversion different types of expressions.
• All algorithms are enhanced by a time complexity and termination analysis.
• The running example to illustrate basic concepts has been improved.
• The modeling of a spreadsheet constraint satisfaction problem with the constraint solver MINION is discussed in detail.
• The empirical evaluation of our approach is extended from 5 to 78 spreadsheets.
• A comparison of CONBUG to spectrum-based fault localization is given in the empirical evaluation.
1 http://office.microsoft.com/en-gb/excel/.
2 http://www.apple.com/iwork/numbers/.
3 http://www.openoffice.org/product/calc.html. 4 We are aware that there exist different types of spreadsheet usage scenarios: quickly written calculations and spreadsheets carefully written for long-term use. The first type often contains careless mistakes that can be easily detected with the help of pattern identification mechanisms that are already implemented in most of the available spreadsheet tools. The second spreadsheet type often contains faults that are difficult to detect and localize. In this paper, we therefore focus on the localization of the latter one. 5 http://www.wiscnews.com/baraboonewsrepublic/news/local/article_7672b6c6-22d5-11e1-8398-001871e3 ce6c.html.
In the remainder of this paper, we make use of a running example to illustrate the basic concepts of CONBUG. Despite of being a contrived example, it serves well the purpose of demonstrating how our approach works. Figure 1 shows this example spreadsheet stemming from the EUSES spreadsheet corpus (Fisher and Rothermel 2005) . This spreadsheet is used to calculate the wages of the workers (cells F2:F3) and the total working hours (cell D4). For the sake of clarity, we have reduced the number of columns and rows compared to the original spreadsheet. In this example spreadsheet, users may quickly pinpoint the source of the problems by manually inspecting the formulas, but this spreadsheet serves well to illustrate how our approach works. Figure 1a illustrates the correct version of this spreadsheet, Fig. 1b a faulty variant of the same spreadsheet. Figure 1c shows the formula view of the faulty spreadsheet from Fig. 1b . In this faulty spreadsheet, the computation of the total hours for the worker ''Green'' (cell D2) is faulty because the programmer of the spreadsheet unintentionally sets a wrong area for the SUM formula. This happens for example when a programmer adds a new week but forgets to adapt some calculations. Because of this fault, the wage of the worker ''Green'' (cell F2) and the total hours (cell D4) compute the wrong values (observed failures). An example of a diagnosis candidate for this concrete example is cell D2 or the cells D4 and F2 together.
The remainder of this paper is organized as follows: Sect. 2 deals with the basic definitions required in the spreadsheet domain. The spreadsheet debugging problem and the constraint satisfaction problem are stated. Section 3 explains the conversion of a spreadsheet debugging problem into a constraint satisfaction problem. In Sect. 4, we introduce an algorithm for computing diagnosis candidates given a constraint satisfaction debugging problem. The design and the results of the empirical evaluation are discussed in Sect. 5. The evaluation comprises single, double and triple faults. In addition, the conversion of spreadsheets into MINION constraints is demonstrated. Section 6 deals with the related work, and Sect. 7 concludes the paper and discusses future work.
Basic definitions
The aim of this section is to define the spreadsheet debugging problem. Therefore, we assume a spreadsheet programming language L with syntax and semantics similar to, e.g., Microsoft Excel. In order to be self-contained, we adopt a subset of the definitions of the syntax and semantics for L from Hofer et al. (2012) to our approach. A spreadsheet consists of cells. Each cell c has an expression 'ðcÞ and a value mðcÞ . The expression of a cell 'ðcÞ can either be empty or an expression written in the language L. If no expression is explicitly declared for a cell, the function ' returns the value 0. The value of a cell c is determined by its expression. It can be either undefined , an error ?, or any number, boolean or string value.
Each cell can be accessed by its column and row number. In most spreadsheet languages, the rows are numbered, whereas columns have a corresponding letter. For example, A3 denotes the cell at column 1 and row 3. For simplicity, we assume a function u that maps the cell names from a set CELLS to their corresponding position ðx; yÞ in the matrix where x represents the column and y the row number. The functions u x and u y return the column and row number of a cell, respectively.
For referencing several cells at once, areas are used. We define areas as follows:
Definition 1 An area is a set consisting of all cells that are within the area that is spanned by the cells c 1 ; c 2 2 CELLS. Formally:
Obviously, every area is a subset of the set of cells (c 1 :c 2 CELLS). Below, we introduce the language L for representing expressions that are used to compute values for cells. This language takes the values of cells and constants together with operators and conditionals to compute values for other cells. The language is a functional language, i.e., only one value is computed for a specific cell. Moreover, recursive functions are not allowed.
Definition 2 (Syntax of L) The syntax of L is recursively defined as follows:
-Constants k representing , number, boolean or string values are elements of L (i.e., k 2 L). -All cell names are elements of L (i.e., CELLS & L). -Areas c 1 : c 2 are elements of L.
-If e 1 ; e 2 ; . . .; e n are elements of the language (e 1 ; e 2 ; . . .; e n 2 L), then the following expressions are also elements of L:
• If o is an operator (o 2 fþ; À; Ã; =; \; ¼; [ g), then e 1 Ã o Ã e is an element of L.
• A function call f ðe 1 ;. . .;e n Þ is an element of L where f denotes functions such as IF, SUM and AVG.
The semantics of L is defined by means of an interpretation function ½½Á that maps an expression e 2 L to a value. The value is if no value can be determined or ? if a type error occurs. Otherwise it is either a number, a boolean, or a string.
Definition 3 (Semantics of L) Let e be an expression from L and m a function mapping cell names to values. We define the semantic of L recursively as follows:
• If e is a constant k, then the constant is given back as result, i.e., ½½e ¼ k.
• If e denotes a cell name c, then its value is returned, i.e., ½½e ¼ mðcÞ.
• If e is of the form ðe 1 Þ, then ½½e ¼ ½½e 1 .
• If e is of the form e 1 Ã o Ã e, then its evaluation is defined as follows: The function q : L7 !2 CELLS returns the set of referenced cells. Formally, we define q as follows:
Definition 4 (The function q) Let e 2 L be an expression. We define the referenced cells function q recursively as follows:
• If e is a constant, then qðeÞ ¼ ;.
• If e is a cell c, then qðeÞ ¼ fcg.
• If e ¼ ðe 1 Þ, then qðeÞ ¼ qðe 1 Þ.
• If e ¼ e 1 Ã o Ã e, then qðeÞ ¼ qðe 1 Þ [ qðe 2 Þ.
• If e ¼ f ðe 1 ;. . .;e n Þ, then qðeÞ ¼ S n i¼1 qðe i Þ.
Definition 5 (The function CONE) Given a spreadsheet P and a cell c 2 P, we define the function cone recursively as follows:
Example 1 The cone for cell D4 from our running example from Fig. 1c is coneðD4Þ ¼ fB2; B3; C3; D2; D3; D4g.
Having defined the fundamentals of spreadsheets, we are now able to focus on the aspects of debugging spreadsheets. For this, we define the terms direct data dependency, input and output as follows: Example 3 According to the formula view from our running example (see Fig. 1c With these definitions, we are able to state the spreadsheet debugging problem:
Definition 11 (Spreadsheet debugging problem) Let P 2 L be a spreadsheet and T a failing test case of P, then ðP; TÞ is a debugging problem.
A solution to the debugging problem is the identification of parts of the spreadsheet (set of cells) responsible for the detected misbehavior. We call such a set of cells an explanation. We have defined the debugging problem as a fault localization problem. Therefore, CONBUG is designed as an approach to pinpoint certain cells of the spreadsheet. However, CONBUG does not make suggestions how to change these cells so that the spreadsheet P passes all test cases.
Many approaches are capable of returning explanations including (Peischl and Wotawa 2006; Abreu et al. , 2007 Weimer et al. 2009; Mayer 2007) and (Ceballos et al. 2005; Wotawa et al. 2012 ) among others. These approaches are designed for hardware description languages and imperative programming languages. Most of them focus on the fault localization process. Weimer et al. (2009) propose an approach that delivers suggestions how to change a program in order to correct a fault. In this paper, we follow the debugging approach based on constraints, i.e., Ceballos et al. (2005) , Wotawa et al. (2012) . In particular, the approach makes use of the program's constraint representation to compute possible fault candidates. Therefore, debugging is reduced to solving the corresponding constraint satisfaction problem (CSP).
Definition 12 (Constraint Satisfaction Problem (CSP)) A constraint satisfaction problem is a tuple ðV; D; CONÞ where V is a set of variables defined over a set of domains D connected to each other by a set of arithmetic and boolean relations, called constraints CON. A solution for a CSP represents a valid instantiation of the variables V with values from D such that none of the constraints from CON is violated.
The variables used in a CSP are not necessarily cells used in a spreadsheet. We discuss the representation of spreadsheets as a CSP in the next section.
CSP representation of spreadsheets
In order to solve the previously stated debugging problem, we have to convert spreadsheets into constraints. There exist some differences between the conversion of ordinary sequential programs and the conversion of spreadsheets: In Wotawa et al. 2012 , the authors introduce the conversion based on three steps: (1) removing loops, (2) providing a static single assignment form and (3) final compilation to constraints. In the domain of spreadsheets, there are (in almost all practical cases) no loops and every cell can only be defined once. Hence, there is no need for loop removal and the static single assignment form.
The basic idea of the conversion of the content of a spreadsheet into constraints is to use equations instead of assignments. The advantage of using equations instead of assignments is the directions of calculations: Assignments allow to deduce from the input to the output, but not vice versa. In contrast, equations allow to derive conclusions in both directions.
Example 6 The cell F3 from our running example from Fig. 1c contains the expression 'ðF3Þ ¼ D3 Ã E3. Instead of using an assignment form (F3 ¼ D3 Ã E3), we use an equation: F3 ¼¼ D3 Ã E3. This allows to deduce from the value of F3 to the value of D3 or E3.
Algorithm CONVERTEXPRESSION (Algorithm 1) illustrates the conversion. A constant or cell is represented by itself (Lines 1 to 3). Expressions in parentheses are converted by converting the expressions without the parentheses (Lines 4 to 7). For an expression of the form e 1 Ã o Ã e, we convert e 1 and e 2 separately into constraints, and assign a new intermediate variable for each converted subexpression (Lines 8 to 14). Therefore, an expression e 2 L might be translated into several constraints. Representative for the functions f , we demonstrate the conversion of the functions IF, SUM and AND:
-Let wðcond; e 1 ; e 2 ; resultÞ be a constraint that ensures the relationship of cond; e 1 ; e 2 and result as follows: If cond is true, result must be equal to the value of e 1 . Otherwise result must be equal to the value of e 2 (Lines 15 to 21). -Let SUMðc 1 . . .c 2 ; resultÞ be a constraint that ensures that the sum of the values contained in the area c 1 :c 2 is equal to the value of result (Lines 22 to 25). The other functions can be straightforwardly converted making use of appropriate equations and other constraints.
For encoding of the debugging problem, we introduce a special boolean variable ABðcÞ for a cell c that represents the ''health'' status of the cell c: either the formula in c is correct or ABðcÞ ¼ true. More formally:
ABðcÞ _ con c assuming con c is the constraint encoding of the content stored in cell c in the constraint programing language.
Algorithm CONVERTSPREADSHEET (Algorithm 2) illustrates the conversion of a Spreadsheet P into a set of constraints. CONVERTSPREADSHEET takes a spreadsheet as input and returns a set of constraints as output. For all cells contained in P the formulae are recursively converted into constraints using the function CONVERTEXPRESSION (Algorithm 1). The returned variable of CONVERTEXPRESSION is set equal to the current cell and connected to the abnormal variable ABðcÞ through a logical or. Finally, the algorithm returns all created constraints.
Example 7 When applying Algorithm 2 to our running example from Fig. 1c , we obtain the following constraints: The time complexity of Algorithm 2 is OðjPj Ã jejÞ where jPj is the number of cells in the spreadsheet and jej the maximum size of the expressions used in the cells. This expression size corresponds to the number of operators, constants and references in the expression. The Algorithm once iterates over all cells (i.e., jPj cells) and invokes Algorithm 1 for each cell. The complexity of the conversion of an expression depends on the complexity of the expression itself. Therefore, the complexity of Algorithm 1 is OðjejÞ. In theory, expressions can be arbitrary deeply nested, and they can have an arbitrary number of subexpressions. However, in practice, the nesting of formulas is limited. Moreover, for every spreadsheet, there is a maximum expression size. Algorithms 1 and 2 clearly terminate since spreadsheets consist of a finite number of cells and expressions consist of a finite number of subexpressions.
Debugging
Debugging of a spreadsheet requires the existence of a failing test case. Therefore, we need a set of constraints encoding a failing test case ðI; OÞ: For all ðx; vÞ 2 I the constraint EQUALðx; vÞ is added to the constraint system. For all ðy; wÞ 2 O the constraint EQUALðy; wÞ is added. Let CON TC denote the constraints resulted from converting the given test case. Then, the CSP corresponding to the debugging problem of a spreadsheet P is now represented by the tuple
For convenience, we assume a function CONVERTTEST that implements the conversion of the failing test case into constraints: CONVERTTEST takes the failing test case as input and returns a set of constraints as output.
Example 9 For our running example from Fig. 1 Algorithm CONBUG (Algorithm 3) illustrates the debugging process. This algorithm consists of three main phases: The first phase comprises the conversion of a spreadsheet P 2 L into the corresponding set of constraints (Line 6). Instead of converting the whole spreadsheet, only those cells are converted that are part of a cone of any cell indicated in the test case. The second phase is the conversion of the failing test case into the corresponding set of constraints (Line 7).
The third phase comprises the computation of diagnosis candidates, i.e., cells of the spreadsheet that might cause the revealed misbehavior (Lines 9 to 17). Therefore, the algorithm calls a constraint solver using the constraints CON P ; CON TC and CON AB . The set of constraint CON AB is responsible for allowing only a certain number of abnormal variables AB c to be true. Therefore, we assume that the constraint solver offers a constraint COUNTðAB; resultÞ that ensures that the number of variables of the type AB with true as value is equal to the value of result. The constraint solver returns all possible combinations of values of the abnormal variables AB c so that the constraints CON P ; CON TC and CON AB are not violated. The size (cardinality) of a solution corresponds to the size of the bug, i.e., the number of cells that must be changed in order to correct the fault. We assume that single cell bugs are more likely than bugs comprising more cells. Hence, we ask the constraint solver for smaller solutions first. If no solution of a particular size is found, the algorithm increases the size of the solutions to be searched for. This is done until either a solution is found or the maximum size of a bug, which is equivalent to the number of formula cells in P, is reached.
Example 10 Applying Algorithm 3 to the spreadsheet P from Fig. 1 and the test case from Example 4 works as follows: first, we compute the cones for the output variables (ConeðB4Þ ¼ fB2; B3; B4g; ConeðC4Þ ¼ fC2; C3; C4g; ConeðD4Þ ¼ fB2; B3; C3; D2; D3; D4g; ConeðF2Þ ¼ fB2; D2; E2; F2g; ConeðF3Þ ¼ fB3; C3; D3; E3; F3g) and the set of all contained cells (cones ¼ fB2; B3; B4; C2; C3; C4; D2; D3; D4; E2; E3; E4; F2; F3g). Afterward, we create the set of constraints CON P ; CON TC , and CON AB containing the constraint SUMðAB B4 ; AB C4 ; AB D2 ; AB D3 ; AB D4 ; AB F2 ; AB F3 ; 1Þ. constraint ensures that the solver returns single-fault explanations first. Subsequently, the solver is called with these constraints. In case of our running example, the solver returns a single-fault explanation, i.e., D ¼ fAB D2 g. Therefore, the algorithm has found a solution and terminates.
Algorithm 3 has a worst-case time complexity of OðjPj Á 2 jPjÁjej Þ. The computation of the cones (Lines 3 to 5) requires OðP 2 Þ time as a cone requires computation of all referenced cells-which could be jPj cones in the worst case. The spreadsheet can be converted (Line 6) in OðjPj Ã jejÞ time (as explained in Sect. 3). The test case can be converted (Line 7) in OðjPjÞ time since the number of cells in the test case must be less than jPj. The creation of one set of constraints CON AB (Line 10) requires OðjPjÞ since there exist at most jPj abnormal variables. However, it is well known that constraint solving is NP-complete. Therefore, this part of the algorithm is the one that has the greatest impact on the worst-case complexity. Calling a constraint solver with OðjPj Á jejÞ variables (Line 11) requires Oð2 jPjÁjej Þ time in order to find a satisfiable value assignment. Since the constraint solver call is in a loop, we finally obtain the worst-case time complexity of OðjPj Á 2 jPjÁjej Þ for our algorithm. It is worth noting that in practice, constraint solving is much faster and depends heavily of the structure of the constraint satisfaction problem. For example, if the constraint satisfaction problem is acyclic, a solution can be provided in polynomial time. Moreover, in the debugging domain, someone is mainly interested in finding single, double or triple faults at most. Hence, the loop from Line 9 to 17 can be neglected.
Algorithm 3 terminates if the spreadsheet does not contain any circular references. Otherwise, the computation of the cones (Line 3) could result in an endless loop. The loop from Line 3 to 5 terminates since the number of cells in a test case must be finite. The loop from Line 9 to 17 terminates since i is increased in every iteration and the number of cells in a spreadsheet must be finite. Another prerequisite for the termination of the algorithm is that the constraint solver terminates.
Empirical evaluation
In this section, we evaluate CONBUG by means of a spreadsheet corpus. This evaluation has three goals:
(1) to empirically analyze the runtime behavior of CONBUG, (2) to show the reduction that can be achieved when using CONBUG and (3) to compare CONBUG with another spreadsheet fault localization approach. This section consists of three major parts: first, the solver used in this evaluation is presented. Afterward, the used spreadsheet corpus is introduced. Finally, we evaluate CONBUG with respect to runtime and reduction quality.
The used constraint solver
We developed a prototype for performing the empirical evaluation. This prototype uses MINION (Gent et al. 2006 ) as constraint solver. MINION is an out of the box, open source constraint solver and offers support for almost all arithmetic, relational and logic operators such as multiplication, division, less and equality over integers. For example, the multiplication x Ã y ¼ z is represented by product(x,y,z). Unlike other constraint solvers, MINION does not have to perform an intermediate transformation of the input constraint system. This allows for performance gains. As a trade-off, the syntax of MINION requires a small overhead in modeling the constraints compared to other constraint solvers: complex constraints have to be split into two or more simpler constraints.
MINION does not directly offer constraints for representing additions and subtractions. Therefore, we use the two relations sumleq([x,y],z) and sumgeq([x,y],z) (stating x þ y z and x þ y ! z, respectively) for modeling the sum x þ y ¼ z and the relations weightedsumleq([x,y],[1,-1],z) and weightedsumgeq([x,y], [1,-1],z) for modeling the subtraction x À y ¼ z. The operator weightedsumleq(cv,v,z) ensures that cv Á v z, where cv Á v is the scalar dot product of cv and v, and weightedsumleq(cv,v,z) ensures that cv Á v ! z, where cv Á v is the scalar dot product of cv and v. We demonstrate this modeling overhead by means of a small example.
Example 11
The expression A1 ? B2 -C2 is converted to the following MINION code: aux1 and aux2 represent auxiliary variables that were introduced during conversion. The final result is stored in aux2.
Minion does not offer a constraint for modeling x\y and x [ y. However, these logic expressions can be modeled by using the constraint ineqðx; y; kÞ which ensures that x y þ k. The expression x\y can be modeled using the constraint ineqðx; y; À1Þ and x [ y can be modeled using ineqðy; x; À1Þ. The constraint ineqðx; y; À1Þ ensures that x is smaller than y. However, if we want to know if x is smaller than y, we have to use MINION's reification mechanism: The constraint reifyðconstraint; rÞ ensures that the Boolean variable r is set to 1 if and only if the given constraint is satisfied. Therefore, the constraint reifyðineqðx; y; À1Þ; rÞ can be used to answer the questions if x is smaller than y. The function IF is also realized by using MINION's reification mechanism: The constraint reifyimply(constraint, r) ensures that the constraint is satisfied when r is set to 1. In contrast to the reify constraint, reifyimply allows that the constraint is satisfied while r is set to 0. Assuming that aux1, aux2, aux3 are the auxiliary variables that are returned when evaluating e1, e2, e3 and that aux4 is a Boolean auxiliary variable and aux5 is the variable that is returned, the function if(e1;e2;e3) can be modeled using the following constraints:
Lets consider a small example using the logic expression x [ y and the IF function:
Example 12 The expression IF(A1[A2;A1;A2) is converted to the following MINION code: aux1, aux4, and aux5 are auxiliary variables introduced during the conversion. Algorithm CONVERTEXPRESSION (Algorithm 1) would return aux5 as variable.
The modeling of the ''health'' status of a cell c (ABðcÞ _ con c ) can be modeled using MINION's watched-or(C1,...,Cn) constraint: This constraint ensures that at least one of the constraints C1,...,Cn is satisfied. Therefore, ABðcÞ _ con c can be modeled as watched-or ðeqðab c ; 1Þ; con c Þ. Having now discussed the basics of MINION, we could now show the complete MINION code for our running example. The MINION code consists of three major parts: (1) the definition of the used variables and their domains (V P and D), (2) the constraints of the spreadsheet P (CON P ) and (3) the constraints of the test case T (CON TC ). The term VARORDER [ab] is used (1) to influence the search order for performance reasons and (2) to avoid multiple reports of the same variable assignment of ab. In this example code, we are interested in diagnoses of size 1 (see watchsumgeq(ab,1),watchsumleq(ab,1)).
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The spreadsheet corpus
For the empirical evaluation, we created a spreadsheet collection containing spreadsheets with integer values only, since the MINION constraint solver only supports Integer and Boolean variables. This Integer spreadsheet corpus is publicly available. 9 Our spreadsheet collection consists of both artificially created spreadsheets and real-life spreadsheets. We automatically created faulty versions for the spreadsheets by randomly modifying formulae. This process, also known as spreadsheet mutation, is known to yield representative faults (Abraham and Erwig 2009) . We mutated formula cells randomly by
• replacing cell references with other references or constant values, • replacing functions with constant values, • changing the range of areas within functions and • changing arithmetic and relational operators.
In total, this corpus consists of 78 faulty spreadsheets. These spreadsheets are very different concerning their nature: while some have an economic background (e.g., a spreadsheet for computing the amortization time of an investment), others are used for mathematical computations (e.g., the Euclidean algorithm or the Calculation of the Fibonacci numbers), sport events (e.g., the computation of the winner of a championship), grading in schools or private issues (e.g., a calculator for the price of a new bedroom). On average, the spreadsheets contain 27.5 formulas. The smallest spreadsheet contains 7 formulas, while the largest spreadsheet contains 81 formulas. For each spreadsheet, the number of formula cells is indicated in the Tables 1 and 2 . From these 78 spreadsheets, 28 spreadsheets contain only single faults, while 39 spreadsheets contain double and 11 spreadsheets triple faults (i.e., three cells have wrong formulas).
Results
The evaluation was performed on an Intel Core2 Duo processor (2.67 GHz) with 4 GB RAM and Windows 7 as operating system. We used the MINION version 0.15. The computation time is the average time over 100 runs. We only computed the diagnoses with lowest cardinality, i.e., we only computed double-fault diagnoses when MINION did not report any single-fault diagnoses.
We measured the diagnosis quality by means of the achieved reduction and the time required for computing the diagnoses. To reduce any potential noise of the underlying algorithms and/or environment, the computation time is the average of 100 runs. Tables 1  and 2 show the results. The column ''formula cells'' indicates the number of cells containing a formula. The column ''cells in diagnoses'' indicates the number of cells that are contained in any diagnosis. These numbers are used to compute the ''reduction'' quality:
On average, CONBUG reduces the number of formula cells that need to be manually inspected by 57.5 %. This result indicates that CONBUG has the potential to aid users while debugging faulty spreadsheets. The reduction in the number of cells in the diagnostic report returned to the user is an improvement over other approaches, such as spectrum-based fault localization, because it reduces the amount of information (diagnosis candidates) shown to the user. The column ''constraints'' indicates the number of constraints contained in the CSP. An observation is that there is not exist a correlation between the number of formula cells and the number of constraints. Two reasons for this observation are as follows:
(1) A complex formula is translated into several constraints.
(2) Not all formula cells are translated into constraints.
The column ''computation time'' indicates the time, in milliseconds, required to solve the CSP. On average, the computation of all diagnoses with the lowest cardinality requires 1.1 s. Further, we observe that the number of constraints is not a good predictor for the required solving time. For example, MINION requires more than 33 s to solve the CSP of the spreadsheet ''cake_3_1'' consisting of 53 constraints. In contrast, MINION requires less than one second to solve the CSP of the spreadsheet ''shopping_bedroom1_2_3.'' Hence, more than the number of constraints, what impacts the time is the topological and formulae complexity of the spreadsheets. The average computation time of 1.1 s makes CONBUG applicable as a real-time approach. Figure 2 illustrates the reduction quality with respect to the spreadsheets evaluated in the Tables 1 and 2 . This histogram shows that only for 10 spreadsheets, CONBUG is not able to significantly reduce the number of cells that have to be manually investigated (reduction between 0 and 10 %). For 17 spreadsheets, the percentage of formula cells that have to be manually investigated could be reduced by more than 95 %. The good/poor performance is explained by the topology of the spreadsheets: spreadsheets that split complex formulae into several cells yield better results. Table 3 and Fig. 3 show a comparison of CONBUG and spectrum-based fault localization (SFL) (Hofer et al. 2014 (Hofer et al. , 2012 using the Ochiai coefficient. This comparison consists of two parts: first, we compare the average maximal effort that must spend. We define the maximal effort by the number of cells that have to be inspected at most in order to identify the faulty cell(s). We consider the average maximal effort in total and separately for single, double and triple faults. For all fault types, the effort is smaller when using CONBUG. On average over all spreadsheets, the faulty cell(s) can be found when investigating 9.9 cells at most when using CONBUG and 13.5 cells when using SFL. Second, we investigate how often CONBUG is better than SFL and vice versa. CONBUG yields better results for 30 spreadsheets, as shown in the dots below the identity line in Fig. 3 , while SFL yields better results for 12 spreadsheets. For 36 spreadsheets, CONBUG and SFL yield results of the same size and are shown in Fig. 3 on top of the identity line.
There exist two other approaches that deal with debugging of spreadsheets: GoalDebug and the work of Jannach and Engler (2010) . Unfortunately, it is not possible to compare CONBUG with these approaches for the following reasons: (1) Neither the tool GoalDebug nor the spreadsheets used to evaluate GoalDebug are available (Abraham and Erwig 2013) . (2) The approach of Jannach and Engler requires more information about the spreadsheets, as in contrast to our work, they rely on more test cases. For comparing their work with CONBUG, one would have to create more test cases. As the performance of their approach highly depends on the quality of the test cases and there is no spreadsheet corpus available that contains more than one test case, we refrain from comparing to them. Despite the fact that there are techniques to automatically generate test cases for spreadsheets, e.g., Fisher et al. (2002) , we argue that end users may not have more data than the one inserted into the spreadsheet. This scenario hinders the practical applicability of the approach, when compared with the one proposed in this paper. Software Qual J (2015) 23:297-322 313 
Threats to validity
A threat to external validity is that the underlying constraint solver poses a type-related limitation: The prototype only accepts spreadsheets containing integers. Real-world spreadsheets contain other data types such as real-valued or float data types. Therefore, it is possible that the results for a different set of spreadsheets with different characteristics may produce different results. However, this is a technological limitation of the used solver (we considered it because the authors were familiar with it), but it could be replaced by other solvers to handle other data types.
The construct validity threat is that the performance of CONBUG was evaluated using a metric that measures diagnostic effort in terms of the number of cells that one needs to inspect (i.e., that have been indicted by CONBUG). This metric assumes that only those cells are inspected. In practice, that may not be the case as other cells might be inspected because they are related to indicted cells.
The internal validity threat is that eventual faults in the implementation of CONBUG or in the underlying constraint solver MINION may invalidate the results. To mitigate this threat, we have not only thoroughly tested our scripts but also manually checked a large set of results.
Related work
The work presented in this paper is based on model-based diagnosis (Reiter 1987) , namely its application to (semi-)automatic debugging (e.g., ). In contrast to previous work, the work presented in this paper does not use logic-based models of programs but, instead, a constraint representation and a general constraint solver. A similar approach to the one of this paper has been presented in Wotawa et al. (2010) to aid debuggers in pinpointing software failures.
Jannach and Engler (2010) also presented a model-based approach for the debugging of spreadsheets. Their approach which is part of the EXQUISTE framework is based on an extended hitting-set algorithm and user-specified or historical test cases and assertions, to calculate possible error causes in spreadsheets. While the general idea of their approach is Tables 1 and 2 similar to CONBUG, the technical realization is slightly different: (1) While Jannanch and Engler use a Hitting-Set Algorithm (Reiter 1987) , we encode the reasoning about the correctness of individual formulas directly into the constraint representation. Studies (Nica et al. 2013) have shown that the latter approach yields performance gains. (2) We rely on a single test case while Jannach and Engler require several test cases for their approach.
GoalDebug ) is a spreadsheet debugger for end users. Whenever the computed output of a cell is incorrect, the user can supply an expected value for a cell, which is employed by the system to generate a list of change suggestions for formulae that, when applied, would result in the user-specified output. In , a thorough evaluation of the tool is stated. GoalDebug employs a distinct constraint-based approach from the one presented in this paper. Unlike CONBUG, GoalDebug relies upon a set of possible, predefined change (repair) inference rules. The fault localization approach is done by mutating the spreadsheet using the set of rules and ascertain that the user expectations are met. Unless the set of changes is general enough, GoalDebug does not generalize as much as CONBUG. CONBUG is more general in the sense that it delegates the constraint satisfaction problem to a general purpose, off-the-shelf constraint solver. Moreover, relying on the predefined set of repairs, it suggests a list of changes to fix the spreadsheet (which is not currently supported by CONBUG).
Another line of research in the spreadsheet domain focuses on trace-based fault localization. Reichwein et al. (1999) ; Ruthruff et al. (2005) adapted the concept of program Ayalew and Mittermeir (2003) . Their data-flow driven approach prioritizes cells based on the number of incorrect successor cells and predecessor cells. While the previously mentioned techniques rely on the principles of spectrum-based fault localization, Hofer et al. (2014 Hofer et al. ( , 2012 were the first who explicitly adapted the concepts of spectrum-based fault localization from the software to the spreadsheet domain. Spreadsheet testing is closely related to debugging. In the WYSIWYT system, users can indicate incorrect output values by placing a faulty token in the cell. Similarly, they can indicate that the value in a cell is correct by placing a correct token (Rothermel et al. 2000) . When a user indicates one or more program failures during this testing process, fault localization techniques (Ruthruff et al. 2003 ) direct the user's attention to the possible faulty cells. Similar to our approach, WYSIWYT provides no help with regard to how to change erroneous formulae. In contrast to CONBUG, WYSIWYT also collects user input about correct cell values and employs this information in the fault localization analysis.
There are several spreadsheet analysis tools that try to reason about the units of cells to find inconsistencies in formulae, e.g., Abraham and Erwig (2004) ; Ahmad et al. (2003) . The tools differ in the rules they employ and in the degree to which they require users to provide additional input. Most of these approaches require the user to annotate the spreadsheet cells with additional information, except the UCheck system , which can perform unit analysis automatically by exploiting techniques for automated header inference (Abraham and Erwig 2004) . However, none of these approaches provide any further help to the user to correct the errors once they are detected. Other approaches aimed at minimizing the occurrence of errors in spreadsheets include code inspection (Panko 1999 ) and adoption of better spreadsheet design practices (Cunha et al. 2010) . However, none of these approaches focus on debugging of spreadsheets.
Conclusions and future work
In this paper, we propose CONBUG, a constraint-based approach for automatically debugging spreadsheets. The approach takes as input a spreadsheet and the set of user expectations (specifying the input and output cells and their expected values), and produces as output a set of diagnosis candidates. Diagnosis candidates are explanations for the misbehavior in user expectations. Our empirical investigation shows that CONBUG is lightweight and efficient.
This line of research raises a number of research questions that require further investigation. First and foremost, our intention is to release the approach in a plug-in for spreadsheet applications. As such, and keeping in mind that the target audience are end users, we plan the devise a natural, intuitive way to visually display the diagnostic information. Second, we plan to combine this work with mutation of spreadsheets (Abraham and Erwig 2009) to be able to give advice to users on how to fix the buggy spreadsheet. Third, we plan to study the applicability and efficiency of other, more light-weight techniques to debug spreadsheets. In particular, we will study the complexityefficiency trade-off using spectrum-based reasoning for fault localization , which is among the best approaches for software fault localization. Fourth, currently our approach is limited to the integer domain, and we plan to extend our approach to be able to handle other domains such as strings and floats. 
