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Kapitola 1
U´vod
Hlavn´ım c´ılem te´to bakala´rˇske´ pra´ce je analy´za implementace konzoly ve FreeBSD a imple-
mentace oprav pro pra´ci s vyznacˇeny´m blokem mysˇ´ı.
Kapitola 2 se zaby´va´ popisem instalace operacˇn´ıho syste´mu FreeBSD, nastaven´ım operacˇn´ıho
syste´mu a sezna´men´ım se se zdrojovy´mi ko´dy. Kapitola 3 se zaby´va´ analy´zou ESC sekvenc´ı,
testovac´ım skriptem a vy´sledky testova´n´ı. Kapitola 4 se zaby´va´ popisem podmı´nek, da´le
popisuje implementacˇn´ı zmeˇny v p˚uvodn´ım ko´du a popisuje prˇeklad ja´dra. Kapitola 5
shrnuje dosazˇene´ u´speˇchy prˇi implementaci opravy chyb prˇi pra´ci s vyznacˇeny´mi bloky.
V dodatku A uva´d´ım kompletn´ı testovac´ı skript pro otestova´n´ı ESC sekvenc´ı na konzoly.
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Kapitola 2
Teoreticka´ cˇa´st
Tuto bakala´rˇskou pra´ci jsem si zvolil proto, abych se hloubeˇji sezna´mil s operacˇn´ım syste´mem
FreeBSD.
Pra´ce se zameˇrˇuje na implementaci konzoly v ja´drˇe operacˇn´ıho syste´mu FreeBSD. Jedna´
se hlavneˇ o odstraneˇn´ı nedostatk˚u prˇi pra´ci s vyznacˇeny´mi bloky dat mysˇ´ı, kdy prˇi veˇtsˇ´ıch
zmeˇna´ch na obrazovce nezmiz´ı, d˚uslekem toho oznacˇuje u´plneˇ jiny´ text, nezˇ se ktery´m se
pracovalo p˚uvodneˇ.
Historie BSD syste´mu zacˇ´ına´ v pocˇa´tc´ıch AT&T unixu, pokracˇuje vy´vojem na kali-
fornske´ univerziteˇ v Berkley, kde vznika´ prvn´ı operacˇn´ı syste´m BSD. FreeBSD projekt
odstartoval roku 1993 po prˇevzet´ı zdrojovy´ch ko´d˚u z projektu 386BSD, ktery´ nebyl dlouho
vyv´ıjen. Vı´ce o historii BSD syste´mu si mu˚zˇete prˇecˇ´ıst naprˇ. v [1].
My´m prvn´ım krokem, ktery´ jsem podnikl bylo sezna´men´ı se na stra´nka´ch projektu
FreeBSD (http://www.freebsd.org) s prˇ´ırucˇkou k operacˇn´ımu syste´mu FreeBSD [2].
Pokracˇoval jsem stazˇen´ım instalacˇn´ıch CD z verˇejneˇ prˇ´ıstupne´ho FTP, abych se mohl
zacˇ´ıt veˇnovat instalaci syste´mu. Pro za´jemce uva´d´ım adresu odkud si mu˚zˇete sta´hnout ISO
obraz instalacˇn´ıch CD operacˇn´ıho syste´mu FreeBSD ftp://ftp.freebsd.org.
2.1 Instalace operacˇn´ıho syste´mu FreeBSD
Prˇed instalac´ı je vhodne´ mı´t rozdeˇleny´ disk na v´ıce cˇa´st´ı, abyste neprˇiˇsli o jizˇ zabeˇhnuty´
syste´m, pokud ovsˇem nema´te v u´myslu na sve´m pocˇ´ıtacˇi provozovat jen operacˇn´ı syste´m
FreeBSD.
Doporucˇuji instalovat operacˇn´ı syste´m FreeBSD za odd´ıly s operacˇn´ım syste´mem Linux,
aby nedosˇlo ke ztra´teˇ dat, d´ıky logicky´m odd´ıl˚um disku v operacˇn´ım syste´mu FreeBSD.
Pokud tak neucˇin´ıte zavadecˇ ma´ proble´m zave´st operacˇn´ı syste´m Linux, d´ıky chybny´m
prˇepocˇt˚um, kde se nacha´z´ı bootovac´ı odd´ıl.
Prˇed zaha´jen´ım samotne´ instalace je dobre´ veˇdeˇt, jaky´ hardware va´sˇ pocˇ´ıtacˇ pouzˇ´ıva´,
abyste mohli zadat spra´vnou konfiguraci. Pokud to nev´ıte je dobre´ si to zjistit a psa´t
si pozna´mky, aby jste si vsˇe nemuseli pamatovat. Je pravdeˇpodobne´ zˇe se va´m zjiˇsteˇne´
informace o vasˇem stroji budou hodit, a proto je dobre´ si pap´ırek s poznacˇeny´m hardwarem
pocˇ´ıtacˇe prˇ´ıpevnit ke stroji, aby jste je opeˇtovneˇ nemuseli vyhleda´vat.
Samotna´ instalace je velmi jednoducha´. Po vlozˇen´ı instalacˇn´ıho CD se nacˇte zavadeˇcˇ
syste´mu. Po nabeˇhnut´ı zavadeˇcˇe syste´mu se zobraz´ı volba pro vy´beˇr zemeˇ. Zvol´ıme polozˇku
Czech Republic. Pokracˇujeme vy´beˇrem mapova´n´ı kla´vesnice, mu˚zˇeme zvolit americkou
cˇi cˇeskou, potvrd´ıme vy´beˇr. Pokracˇujeme polozˇkou Standard, ktera´ znacˇ´ı standardn´ı in-
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stalaci syste´mu. Pomoc´ı programu fdisk vybereme volne´ mı´sto na disku pro instalaci.
Na´sleduje volba instalace zavadeˇcˇe syste´mu, mu˚zˇeme si vybrat z mozˇnost´ı nainstalovat
zavadeˇcˇ syste´mu, za´sah do MBR bez zavadeˇcˇe syste´mu, nebo zˇa´dnou. Vy´beˇr distribuce,
zvolil jsem mozˇnost kern-developer, protozˇe budu upravovat zdrojove´ ko´dy ja´dra, sp´ıˇse zdro-
jove´ ko´dy syste´move´ konzoli. Na´sleduje vy´beˇr instalacˇn´ıho me´dia, vol´ım mozˇnost CD/DVD.
Prob´ıha´ instalace, chv´ıli to trva´. Mu˚zˇete si zat´ım odskocˇit na svacˇinu, nezˇ se to stihne nain-
stalovat. Na´sleduje nastaven´ı s´ıtove´ karty a mysˇi. Da´le se zobraz´ı mozˇnost vybrat si bal´ıky
ktere´ chceme mı´ nainstalovane´. Zaj´ızˇd´ım do nab´ıdky editor˚u a vyb´ıra´m vim, abych mohl
editovat zdrojove´ ko´dy. Zobraz´ı se vy´zva ke vlozˇen´ı druhe´ho CD. Pokracˇuji vytvorˇen´ım
uzˇivatelske´ho u´cˇtu a zada´n´ım hesla spra´vce. T´ım instalace koncˇ´ı.
2.2 Po instalacˇn´ı nastaven´ı
Po instalacˇn´ı nastaven´ı mu˚zˇeme prove´st v programu sysinstall.
# sysinstall
Zde zvol´ıme volbu configure a mu˚zˇeme nastavovat chova´n´ı syste´mu po startu, prˇiinstalovat
softwarove´ bal´ıcˇky, spustit fdisk, apod. Pro dalˇs´ı pra´ci je vhodne´ nastavit mysˇ. Mysˇ zapneme
volbou Mouse→Enable.
Po nainstalova´n´ı FreeBSD, se mi operacˇn´ı syste´m spousˇteˇl velmi dlouhou dobu. Bylo
to t´ım, zˇe jsem meˇl zapnuty´ sendmail, i kdyzˇ jsem na sve´m pocˇ´ıtacˇi posˇtovn´ı server ne-
provozoval. Po vypnut´ı sendmailu, jsem poc´ıtil rychlejˇs´ı na´beˇh operacˇn´ıho syste´mu. Send-
mail vypneme prˇipsa´n´ım na´sleduj´ıc´ıch rˇa´dk˚u do konfiguracˇn´ıho souboru /etc/rc.conf, za´pis
prova´d´ıme s opra´vneˇn´ım uzˇivatele root:
sendmail_enable=’NONE’
sendmail_flags=’’
sendmail_outbound_enable=’NO’
sendmail_submit_enable=’NO’
sendmail_msp_queue_enable=’NO’
Po znovu nabeˇhnut´ı operacˇn´ıho syste´mu, by se nemeˇlo na obrazovce objevovat sm-
mta de´mon, ktery´ funguje jako MTA a sm-msp-queue de´mon, ktery´ odes´ıla´ maily z fronty
/var/spool/clientmqueue
2.3 Zdrojovy´ ko´d
Zdrojove´ ko´dy operacˇn´ıho syste´mu FreeBSD jsou dostupne´ v adresa´rˇi /usr/src, pokud je
tento adresa´rˇ pra´zdny´, nebyly zdrojove´ ko´dy vybra´ny prˇi instalaci. V tom prˇ´ıpadeˇ je mozˇne´
ze zkop´ırovat z instalacˇn´ıho cd, nebo sta´hnout z internetu z ftp serveru.
Na instalacˇn´ım cd nalezneme zdrojove´ ko´dy v adresa´rˇi /mnt/cdrom/verze/src. Na´s bude
zaj´ımat veˇtev /usr/src/sys, kde se nacha´z´ı zdrojove´ ko´dy pro prˇeklad ja´dra operacˇn´ıho
syste´mu a za´rovenˇ i pro syste´movou konzoli. Potrˇebne´ zdrojove´ ko´dy veˇtveˇ sys z cd nain-
stalujeme na´sledovneˇ:
# mount /dev/cd0 /mnt/cdrom
# cd /mnt/cdrom/verze/src
# sh install.sh sys
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Po nainstalova´n´ı zdrojovy´ch ko´du ja´dra, mu˚zˇeme pod´ıvat kde se nacha´z´ı zdrojove´
ko´dy pro syste´movou konzoli. Zjist´ıme, zˇe zdrojove´ ko´dy pro konzoli se nacha´z´ı v adresa´rˇi
/usr/src/sys/dev/syscons.
Pokud si necha´me pomoc´ı prˇ´ıkazu ls vypsat obsah adresa´rˇe, zjist´ıme, zˇe nacha´z´ı neˇkolik
dalˇs´ıch adresa´rˇ˚u a soubor˚u. V jednotlivy´ch adresa´rˇ´ıch se nacha´zej´ı zdrojove´ ko´dy pro sporˇicˇe
obrazovky.
# ls -F /usr/src/sys/dev/syscons
apm/ fade/ rain/ scterm-dumb.c scvesactl.c snake/ syscons.h
blank/ fire/ scgfbrndr.c scterm-sc.c scvgarndr.c soubor sysmouse.c
daemon/ green/ schistory.c scterm.c scvidctl.c star/ warp/
dragon/ logo/ scmouse.c sctermvar.h scvtb.c syscons.c
Zdrojove´ soubory jsou logicky pojmenova´ny jak vid´ıme ve vy´pisu. Zdrojove´ soubory
jsou v jazyce C, cozˇ mu˚zˇeme odhadnout podle prˇ´ıpony c v na´zvech soubor˚u. Mu˚zˇeme se
pokusit take´ odhadnout, co se ve ktere´m souboru nacha´z´ı. Pro blizˇsˇ´ı zkouma´n´ı si soubory
mu˚zˇeme otevrˇ´ıt ve vimu, a bl´ızˇe se sezna´mit s jejich obsahem.
# cd /usr/src/sys/dev/syscons
# vim *.c *.h
Pro blizˇsˇ´ım prohle´dnut´ı soubor˚u, se mu˚zˇeme zameˇrˇit na soubor scterm-sc.c, kde se
nacha´zej´ı ESC sekvence, ktere´ budeme na´sledneˇ analyzovat. Po chvilce cˇten´ı zdrojove´ho
ko´du zjist´ıme, zˇe je velmi dobrˇe cˇitelny´. Nejsou v neˇm pouzˇity zˇa´dne´ podivne´ konstrukce
jen jednoduchy´ jazyk C.
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Kapitola 3
Analy´za
3.1 ESC sekvence
Znak ESC (escape, 27, 033, 0x1b) se pouzˇ´ıva´ pro definici tzv. ESC sekvenc´ı pouzˇ´ıvany´ch
pro rozsˇ´ıˇren´ı ASCII ko´du pro r˚uzne´ u´cˇely. Jeden nebo neˇkolik znak˚u na´sleduj´ıc´ıch znak ESC
nejsou interpretova´ny jako ASCII ko´dy, ale mohou mı´t specia´ln´ı vy´znam, mohou definovat
pozici kurzoru na obrazovce termina´lu, definovat velikost fontu pouzˇ´ıvane´ho tiska´rnou. Or-
ganizace ANSI definovala sekvence urcˇene´ pro ovla´da´n´ı znakovy´ch termina´l˚u. Tyto sekvence
zahrnuj´ı naprˇ. posun kurzoru na urcˇity´ sloupec a rˇa´dek obrazovky.
Prˇ´ıklad:
$ printf ’\033[32m’
Vy´sˇe uvedena´ ESC sekvence zmeˇn´ı barvu textu termina´lu na zelenou, kde je znak ESC
zapsa´n osmicˇkoveˇ 033.
Ve zdrojove´m souboru scterm-sc.c umı´steˇne´m v adresa´rˇi /usr/src/sys/dev/syscons/
jsem nasˇel tyto escape sekvence ve funkci scterm_scan_esc() pro nacˇ´ıta´n´ı ESC sekvenc´ı:
1. Byl zaregistrova´n znak ESC, a da´le na´sleduje jeden ze znak˚u viz tabulka 3.1:
Tabulka 3.1: Znaky na´sleduj´ıc´ı po znaku ESC
Znak Popis cˇinnosti
7 ulozˇ pozici kurzoru
8 obnov ulozˇenou pozici kurzoru
[ zacˇa´tek sekvence znak˚u
M prˇesun kurzor vy´sˇ o jeden rˇa´dek, roluj obrazovku pokud je na vrcholu
c vymaza´n´ı obrazovky
Q nen´ı implemetova´no
( ISO-2022: ko´dova´n´ı pro japonsˇtinu, cˇ´ınsˇtinu, korejˇstinu
2. Byl zaregistrova´n znak [, da´le na´sleduje viz tabulka 3.2
3. Byla znamena´na sekvence znak˚u ESC [0 - 9]+ = viz tabulka 3.3
4. Zaznamenana´ sekvence ESC Q
5. Zaznamenana´ sekvence ESC (
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Tabulka 3.2: Znaky na´sleduj´ıc´ı po znaku ESC [
Znak Popis cˇinnosti Znak Popis cˇinnosti
0-9 cˇ´ısla P smazˇ n znak˚u
; oddeˇlovacˇ @ vlozˇ n znak˚u
= jdi na sekci 3 S scroluj n rˇa´dk˚u nahoru
A nahoru n rˇa´dk˚u T scroluj n rˇa´dk˚u dol˚u
B dol˚u n rˇa´dk˚u X vymazˇ n znak˚u v rˇa´dku
C vpravo n sloupc˚u Z prˇesunˇ se n tabula´tor˚u zpeˇt
D vlevo n sloupc˚u ‘ prˇesunˇ kurzor na sloupec n
E kurzor na zacˇa´tku rˇa´dku o n rˇa´dk˚u dole a prˇesunˇ kurzor n sloupc˚u vpravo
F kurzor zacˇ´ına´ o n rˇa´dk˚u nahorˇe d prˇesunˇ kurzor na rˇa´dek n
f pohyb kurzoru e prˇesunˇ kurzor n rˇa´dk˚u dol˚u
H pohyb kurzoru m zmeˇn atributy viz tabulka 3.4
J vycˇisti celou nebo cˇa´st obrazovky s ulozˇ pozici kurzoru
K vycˇisti cely´ nebo cˇa´st rˇa´dku u obnov ulozˇene´ sourˇadnice kurzoru
L vlozˇ n rˇa´dk˚u x nastaveni barev viz tabulka 3.5
M smazˇ n rˇa´dk˚u z zmeˇn virtua´ln´ı konzoli
Tabulka 3.3: Znaky na´sleduj´ıc´ı po znaku ESC [0 - 9]+ =
Znak Popis cˇinnosti
0-9 cˇ´ısla
; oddeˇlovacˇ
A nastav barvu hranic´ım obrazovky
B nastav
C nastav obecny´ typ a tvar kurzoru
F nastav poprˇed´ı adapte´ru
G nastav pozad´ı adapte´ru
H nastav reverzn´ı poprˇed´ı adapte´ru
I nastav reverzn´ı pozad´ı adapte´ru
S nastav docˇasny´ typ a tvar kurzoru
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Tabulka 3.4: Atributy
Znak Popis cˇinnosti
0 vra´tit se k vy´choz´ımu nastaven´ı
1 tucˇny´ text
4 podtrzˇeny´ text
5 blika´n´ı
7 prˇehozen´ı
22 odstrannˇ tucˇnost
24 odstranˇ podtrzˇen´ı
25 odstranˇ blika´n´ı
27 odstranˇ prˇehozen´ı
30-37 nastav barvu ansi poprˇed´ı
39 obnov vy´choz´ı barevne´ ansi poprˇed´ı
40-47 nastav ansi barvu pozad´ı
49 obnov vy´choz´ı barevne´ ansi pozad´ı
Tabulka 3.5: Nastaven´ı barev
Znak Popis cˇinnosti
0 obnoven´ı vy´choz´ıho nastaven´ı
1 nastaven´ı ansi pozad´ı
2 nastaven´ı ansi poprˇed´ı
3 nastaven´ı adapte´ru
5 nastaven´ı reverzn´ıho pozad´ı
6 nastaven´ı reverzn´ıho poprˇed´ı
7 nastaven´ı reverzn´ıho adapte´ru
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3.2 Testovac´ı skript
Testovac´ı skript jsem vytva´rˇel ve skriptovac´ım jazyce prˇ´ıkazove´ho rˇa´dku. Pouzˇil jsem jednoduche´
konstrukce jako tput, for, read, printf, exit. Do skriptu jsem nepsal vsˇechny sekvence,
ale jen ty, ktere´ byly vhodne´ k otestova´n´ı. Testova´n´ı se zameˇrˇilo hlavneˇ na pra´ci s blokem
vyznacˇeny´m mysˇ´ı, ktery´ z˚usta´va´ na obrazovce a neodpov´ıda´ vyznacˇene´mu textu. Uka´zka
testovac´ıho skriptu pro rˇ´ıd´ıc´ı sekvenci ESC [4T – skrolova´n´ı dol˚u o 4 rˇa´dky:
#!/bin/sh
tput clear
for i in 0 1 2 3 4 5 6 7 8 9 a b c d e f
do
for j in 1 2 3 4 5 6 7 8 9 10
do
printf ’$i’
done
printf ’\n’
done
read Q # nacti vstup z klavesnice
tput cm 0 8 # umisteni kurzoru x y
read Q # nacti vstup z klavesnice
printf ’\033[4T’ # skroluj n radku dolu
read Q # nacti vstup z klavesnice
exit 0
Testovac´ı skript mu˚zˇeme spustit pomoc´ı prˇ´ıkazu sh na´sledovneˇ:
$ sh skript-term.sh
Testovac´ı skript se spust´ı v shellu. Pokud budeme cht´ıt prove´st testovac´ı skript v bashi
provedeme to na´sledovneˇ:
$ ./skript-term.sh
Testova´n´ı prob´ıhalo spusˇteˇn´ım skriptu, vybra´n´ım volby ESC sekvence k testova´n´ı. Vyp-
sal se zkusˇebn´ı text na obrazovku. Mysˇ´ı jsem vybral na´hodny´ blok. Zadal jsem vstup
z kla´vesnice a cˇekal jestli na proveden´ı sekvence a sledoval jsem jestli to bude mı´t vliv
na chova´n´ı konzoly.
3.3 Vy´sledek analy´zy
Po otestova´n´ı ESC sekvenc´ı, jsem dospeˇl k za´veˇru, zˇe prˇi maza´n´ı, vkla´da´n´ı nebo skrolova´n´ı,
kdy se veˇtsˇinou meˇn´ı text na obrazovce, z˚usta´va´ oznacˇen jizˇ neplatny´ blok dat. Prˇi pohybu
kurzoru se text nemeˇn´ı a nepovazˇuji za chybu, pokud z˚ustane blok dat vyznacˇen. Z˚usta´va´
sˇpatneˇ vyznacˇeny´ blok po proveden´ı zadane´ sekvence znak˚u u teˇchto ESC sekvenc´ı:
1. Vycˇiˇsteˇn´ı cˇa´sti nebo cele´ho rˇa´dku
2. Vlozˇen´ı n rˇa´dk˚u
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3. Smaza´n´ı n rˇa´dk˚u
4. Smaza´n´ı n znak˚u
5. Vlozˇen´ı n znak˚u
6. Skrolova´n´ı nahoru
7. Skrolova´n´ı dol˚u
8. Vymaza´n´ı n znak˚u v rˇa´dku
Na´vrhy pro odstraneˇn´ı zjiˇsteˇny´ch nedostatk˚u:
• Prvn´ım na´vrhem pro odstraneˇn´ı zjiˇsteˇny´ch nedostatk˚u bylo navrhnuto odstraneˇn´ı
vyznacˇen´ı.
• Dalˇs´ım rˇesˇen´ım bylo navrhnuto, aby se vyznacˇen´ı posouvalo spolu s textem, dokud
by nezmizel z obrazovky, oznacˇen´ı by se zrusˇilo, ale jen v prˇ´ıpadeˇ, zˇe nebyl ovlivneˇn
prˇi maza´n´ı cˇi vkla´da´n´ı vyznacˇeny´ blok dat.
Zkusil jsem se pod´ıvat bl´ızˇe na tyto sekvence a pod´ıvat se jak jsou implementova´ny.
Zjistil jsem zˇe volaj´ı na´sleduj´ıc´ı funkce ze souboru sctermvar.h:
sc term clr eol() funkce je vola´na pro vycˇiˇsteˇn´ı cˇa´sti nebo cele´ho rˇa´dku
sc term ins line() funkce je vola´na sekvenc´ı pro vlozˇen´ı n rˇa´dk˚u, nebo sekvenc´ı pro
skrolova´n´ı nahoru, kdy je pozice y nula.
sc term del line() funkce je vola´na pro sekvenci smaza´n´ı n rˇa´dk˚u, nebo skrolova´n´ı na-
horu, kdy je pozice y nula.
sc term del char() funkce je vola´na pro sekvenci smaza´n´ı n znak˚u
sc term ins char() funkce je vola´na pro sekvenci vlozˇen´ı n znak˚u
Je zaj´ımave´, zˇe funkce sc_term_ins_line() a sc_term_del_line() jsou vola´ny dvakra´t
jednou pro vlozˇen´ı cˇ´ı smaza´n´ı rˇa´dk˚u a podruhe´ pro skrolova´n´ı.
Vsˇiml jsem si, zˇe sekvence pro vymaza´n´ı n znak˚u v rˇa´dku nevola´ zˇa´dnou funkci ze
souboru sctermvar.h, ale neˇkolik jiny´ch funkc´ıch ktere´ byly vola´ny ze souboru sctermvar.h.
Rozhold jsem se toto vola´n´ı funkc´ı pro lepsˇ´ı prˇehlednost upravit a prˇidat novou in line funkci
sc_term_del_xchar() do souboru sctermvar.h, kterou by tato sekvence volala.
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Kapitola 4
Implementace opravne´ zmeˇny
4.1 Urcˇen´ı podmı´nek
Prˇi prvn´ım pohledu na proble´m mu˚zˇe doj´ıt k na´sleduj´ıc´ım situac´ım s vyznacˇeny´m blokem
dat pomoc´ı mysˇi prˇi vkla´da´n´ı/maza´n´ı:
• Prvn´ı situace nastane kdy vyznacˇeny´ blok dat mysˇ´ı se nacha´z´ı prˇed kurzorem. Chova´n´ı
v te´to situaci je, zˇe vyznacˇeny´ blok dat nen´ı ovlivneˇn maza´n´ım cˇi vkla´da´n´ım, vyznacˇeny´
blok dat z˚usta´va´ i nada´le vyznacˇen. Nedocha´z´ı k zˇa´dne´ zmeˇneˇ viz obra´zek 4.1.
Obra´zek 4.1: Kurzor se nacha´z´ı za vyznacˇeny´m blokem
• Dalˇs´ı situace nastane pokud vyznacˇeny´ blok mysˇ´ı zasahuje ovlivneˇnou oblast. Ocˇeka´vane´
chova´n´ı v tomto prˇ´ıpadeˇ je, zˇe vyznacˇeny´ blok dat zmiz´ı. Text, ktery´ byl vyznacˇen,
se zmeˇnil viz obra´zek 4.2.
Obra´zek 4.2: Kurzor se nacha´z´ı uvnitrˇ vyznacˇene´ho bloku
11
• Posledn´ı situace nastane, zˇe vyznacˇeny´ blok dat mysˇ´ı lezˇ´ı za kurzorem. Vyznacˇeny´
text nen´ı ovlivneˇn zmeˇnou vyznacˇene´ho bloku textu, ale posunem viz obra´zek 4.3.
Vyznacˇeny´ blok dat se posune spolecˇneˇ s vyznacˇeny´m textem, pokud cˇa´st textu,
ktera´ byla vyznacˇena, zmiz´ı z obrazovky, zmiz´ı i vyznacˇen´ı bloku.
Obra´zek 4.3: Kurzor se nacha´z´ı prˇed vyznacˇeny´m blokem
Prˇi skrolova´n´ı mu˚zˇe doj´ıt k na´sleduj´ıc´ım situac´ım:
• Prˇi skorolova´n´ı se vyznacˇeny´ blok mysˇ´ı posouva´ po obrazovce spolu s textem. Pokud
prˇesa´hne vyznacˇena´ oblast hranice monitoru, vyznacˇen´ı zmiz´ı.
Uvedene´ podmı´nky nepokry´vaj´ı vsˇechny situace, ke ktery´m mu˚zˇe doj´ıt, jen nastinˇuj´ı
nejobvyklejˇs´ı situace. Pro lepsˇ´ı urcˇen´ı podmı´nek je nutne´ se pod´ıvat na kazˇdou funkci zvla´sˇt’
a urcˇit pro ni podmı´nky.
Zameˇrˇme se nyn´ı na podmı´nky pro vkla´da´n´ı rˇa´dk˚u. Pod´ıvejme se za jaky´ch situac´ı
mu˚zˇe doj´ıt k posunu rˇa´dk˚u. Prvn´ı situace nastane, kdy se kurzor nacha´z´ı prˇed vyznacˇenou
oblast´ı viz obra´zek 4.3. Dalˇs´ı prˇ´ıpad nastane, kdy se kurzor nacha´z´ı na prvn´ım rˇa´dku uvnitrˇ
vyznacˇene´ho bloku viz obra´zek 4.4. Novy´ rˇa´dek se vkla´da´ na rˇa´dek na neˇmzˇ se nacha´z´ı
kurzor, proto si posun mu˚zˇeme dovolit i kdyzˇ se kurzor nacha´z´ı ve vyznacˇene´m bloku.
Obra´zek 4.4: Kurzor se nacha´z´ı na prvn´ım rˇa´dku uvnitrˇ vyznacˇene´ho bloku
Z uvedeny´ch obra´zk˚u mu˚zˇeme urcˇit podmı´nky pro posun rˇa´dku. K posunu docha´z´ı v
prˇ´ıpadeˇ, pokud se kurzor nacha´z´ı na stejne´m rˇa´dku jako pocˇa´tek vyznacˇene´ho bloku nebo
vy´sˇe nezˇ pocˇa´tek vyznacˇene´ho bloku. Z toho vyply´va´, zˇe se u te´to funkce zameˇrˇ´ıme na
kontrolu rˇa´dk˚u tzn. y hodnot. Matematicky tuto podmı´nku mu˚zˇeme zapsat:
ycursor ≤ ymouse start
Zby´va´ urcˇit podmı´nky, za ktery´ch se vyznacˇeny´ blok zrusˇ´ı. Vyznacˇeny´ blok se zrusˇ´ı
pokud kurzor lezˇ´ı ve vyznacˇene´m bloku, ale prˇesto nelezˇ´ı na prvn´ım rˇa´dku vyznacˇene´ho
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bloku jak je zna´zorneˇno na obra´zku 4.2. Mu˚zˇe nastat situace na obra´zku 4.5, kdy se kurzor
nacha´z´ı na rˇa´dku za koncem vyznacˇene´ho bloku. Novy´ rˇa´dek se vlozˇ´ı prˇed tento rˇa´dek a
dojde k porusˇen´ı vyznacˇene´ho bloku.
Obra´zek 4.5: Kurzor se nacha´z´ı na rˇa´dku za koncem vyznacˇene´ho bloku
Z uvedeny´ch situac´ı urcˇ´ıme podmı´nku pro zrusˇen´ı vyznacˇene´ho bloku. Blok zrusˇ´ıme v
prˇ´ıpadeˇ, zˇe konec vyznacˇene´ho bloku lezˇ´ı na stejne´m rˇa´dku jako kurzor, nebo se kurzor
nacha´z´ı uvnitrˇ bloku, ale nelezˇ´ı na prvn´ım rˇa´dku vyznacˇene´ho bloku. Matematicky tuto
podmı´nku mu˚zˇeme zapsat:
(ycursor = ymouse end) ∨ ((ycursor < ymouse end) ∧ (ycursor > ymouse start))
Nyn´ı urcˇ´ıme podmı´nky pro maza´n´ı rˇa´dk˚u. Urcˇeme za jaky´ch podmı´nek mu˚zˇe doj´ıt k
posunu rˇa´dk˚u prˇi maza´n´ı. K posunu rˇa´dk˚u mu˚zˇe doj´ıt v prˇ´ıpadeˇ, zˇe konec mazane´ oblasti se
nacha´z´ı prˇed zacˇa´tkem vyznacˇene´ho bloku viz obra´zek 4.6. Nejsou dalˇs´ı situace, prˇi ktery´ch
by mohlo doj´ıt k posunu bloku.
Obra´zek 4.6: Konec mazane´ oblasti se nacha´z´ı prˇed zacˇa´tkem vyznacˇene´ho bloku
Matematicky tuto podmı´nku vyja´drˇ´ıme:
ycursor + n− 1 < ymouse start
Da´le urcˇ´ıme podmı´nky pro zrusˇen´ı vyznacˇene´ho bloku. U maza´n´ı si mus´ıme da´t pozor,
zˇe kromeˇ pozice kurzoru, mus´ıme kontrolovat konec mazane´ oblasti. Zrusˇen´ı vyznacˇene´ho
bloku nastane v prˇ´ıpadeˇ, zˇe mazana´ oblast obsahuje cely´ vyznacˇeny´ blok viz obra´zek 4.7.
Tuto podmı´nku mu˚zˇeme zapsat na´sledovneˇ:
(ycursor < ymouse start) ∧ (ycursor + n > ymouse end)
Da´le mu˚zˇe nastat situace, zˇe kurzor lezˇ´ı na stejne´m rˇa´dku, kde se nacha´z´ı konec, cˇi
zacˇa´tek vyznacˇene´ho bloku viz obra´zek 4.5. V te´to situaci se vyznacˇeny´ blok zrusˇ´ı. Tuto
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Obra´zek 4.7: Cely´ vyznacˇeny´ blok lezˇ´ı v mazane´ oblasti
podmı´nku mu˚zˇeme vyja´drˇit:
(ycursor = ymouse start) ∨ (ycursor = ymouse end)
V dalˇs´ı situaci se mu˚zˇe kurzor, nebo konec mazane´ oblasti nacha´zet uvnitrˇ vyznacˇene´ho
bloku. Podmı´nku vyja´drˇ´ıme:
((ycursor > ymouse start)∧(ycursor < ymouse end))∨((ycursor+n > ymouse start)∧(ycursor+n < ymouse end))
Urcˇeme podmı´nky pro vkla´da´n´ı znak˚u. Prˇi vkla´da´n´ı znak˚u dojde ke zrusˇen´ı vyznacˇene´ho
bloku pokud se kurzor nacha´z´ı uvnitrˇ vyznacˇene´ho bloku. K posunu bloku docha´z´ı prˇi
vkla´da´n´ı, kdy se kurzor lezˇ´ı na stejne´m rˇa´dku prˇed zacˇa´tkem vyznacˇene´ho bloku a za´rovenˇ
konec vyznacˇene´ho bloku se nacha´z´ı na stejne´m rˇa´dku jako zacˇa´tek. Pokud se kurzor nacha´z´ı
vy´sˇe o rˇa´dek nezˇ zacˇa´tek vyznacˇene´ho bloku k posunu nedocha´z´ı.
Urcˇeme podmı´nky pro maza´ni znak˚u. Prˇi maza´n´ı znak˚u mus´ı bra´t i v u´vahu konec
mazane´ oblasti. Pokud se konec mazane´ oblasti nebo kurzor nacha´z´ı ve vyznacˇene´m bloku
dojde k odstraneˇn´ı vyznacˇene´ho bloku. Specia´ln´ı prˇ´ıpad nasta´va´ kdy, vyznacˇeny´ blok je
mensˇ´ı nezˇ pocˇet mazany´ch znak˚u a lezˇ´ı uvnitrˇ mazane´ oblasti, dojde opeˇt k odstraneˇn´ı
vyznacˇene´ho bloku. K posunu vyznacˇene´ho bloku docha´z´ı pokud lezˇ´ı na stejne´m rˇa´dku za
koncem mazane´ oblasti a za´rovenˇ se konec vyznacˇene´ho blok se nacha´z´ı na tomto rˇa´dku.
Podmı´nky pro maza´n´ı znak˚u v rˇa´dku. Prˇi maza´n´ı znak˚u v rˇa´dku stacˇ´ı urcˇit podmı´nky
pro odznacˇen´ı bloku. K posunu znak˚u nedocha´z´ı. Prˇi maza´n´ı bereme v u´vahu i konec mazane´
oblasti. Pokud se konec mazane´ oblasti nebo kurzor nacha´z´ı ve vyznacˇene´m bloku dojde k
odstraneˇn´ı vyznacˇene´ho bloku. Specia´ln´ı prˇ´ıpad nasta´va´ kdy, vyznacˇeny´ blok je mensˇ´ı nezˇ
pocˇet mazany´ch znak˚u a lezˇ´ı uvnitrˇ mazane´ oblasti, dojde opeˇt k odstraneˇn´ı vyznacˇene´ho
bloku.
Podmı´nky pro vycˇiˇsteˇn´ı cˇa´sti nebo cele´ho rˇa´dku. Zde opeˇt bereme v u´vahu dveˇ hodnoty.
Za´lezˇ´ı na prˇ´ıpadeˇ kterou cˇa´st rˇa´dku mazˇeme. V tomto prˇ´ıpadeˇ nedocha´z´ı k posunu textu.
Urcˇujeme podmı´nky jen pro odstraneˇn´ı vyznacˇene´ho bloku. Podmı´nky jsou podobne´ jako
pro maza´n´ı znak˚u v rˇa´dku, jen se liˇs´ı hodnoty, ktere´ budeme kontrolovat v jednotlivy´ch
prˇ´ıpadech:
Mazˇeme od kurzoru po konec rˇa´dku V tomto prˇ´ıpadeˇ bereme v u´vahu hodnoty kur-
zor a konec rˇa´dku
Mazˇeme od zacˇa´tku rˇa´dku po kurzor V tomto prˇ´ıpadeˇ bereme v u´vahu hodnoty zacˇa´tek
rˇa´dku a kurzor
Mazˇeme cely´ rˇa´dek V tomto prˇ´ıpade bereme v u´vahu cely´ rˇa´dek, tedy hodnoty zacˇa´tek
a konec rˇa´dku.
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4.2 Implementace
Prvn´ım krokem implementace bylo prˇida´n´ı nove´ in line funkce sc_term_del_xchar() do
souboru sctermvar.h s prˇidany´m vola´n´ım funkce sc_remove_cutmaking pro odstraneˇn´ı
vyznacˇene´ho bloku:
static __inline void sc_term_del_xchar(scr_stat *scp, int n, int ch, int attr);
static __inline void
sc_term_del_xchar(scr_stat *scp, int n, int ch, int attr)
{
if (n < 1)
n = 1;
if (n > scp->xsize - scp->xpos)
n = scp->xsize - scp->xpos;
sc_vtb_erase(&scp->vtb, scp->cursor_pos, n, ch, attr);
mark_for_update(scp, scp->cursor_pos);
mark_for_update(scp, scp->cursor_pos + n - 1);
}
Teˇlo funkce jsem prˇevzal se souboru scterm-sc.c a upravil jsem vola´n´ı na:
case ’X’: /* erase n characters in line */
sc_term_del_xchar(scp, tcp->param[0], sc->scr_map[0x20], tcp->cur_attr);
break;
Dalˇs´ı zmeˇneˇ ke ktere´ dosˇlo ve zdrojovy´ch souborech bylo dopsa´n´ı vola´n´ı funkce pro
odstraneˇn´ı vyznacˇene´ho bloku v souboru sctermvar.h do funkc´ı sc term ins line, sc term del line,
sc term del char, sc term ins char, sc term clr eol:
...
sc_remove_cutmakring(scp);
...
Funkce by meˇla zabra´nit, aby na obrazovce z˚usta´val vyznacˇeny´ blok mysˇ´ı, ktery´ by mohl
cˇasem oznacˇovat neplatny´ blok textu.
V dalˇs´ım kroku jsem urcˇil jak se budou v dane´ funkci implementovat podmı´nky. Podle
podmı´nek jsem si urcˇil funkce, ktere´ by vraceli polohu kurzoru. Jednalo by se o funkce,
ktere´ by vracely typ int, ktery´ byl reprezentoval logickou pravdu cˇi nepravdu. Po lepsˇ´ım
prostudova´n´ı zdrojove´ho ko´du, jsem objevil funkci sc inside cutmark(), ktera´ urcˇuje zda
kurzor, lezˇ´ı v oblasti bloku dat vyznacˇeny´ch mysˇ´ı. Pro urcˇen´ı polohy kurzoru jsem si stanovil
na´vrh na´sleduj´ıc´ıch funkc´ı:
sc inside cutmark() jizˇ implementovana´ funkce v souboru scmouse.c. Funke zjiˇst’uje zda
zadana´ poloha kurzoru se nacha´z´ı uvnitrˇ vyznacˇene´ho bloku mysˇ´ı.
sc after cutmark() funkce vrac´ı hodnotu true, reprezentovanou typem int, pokud kurzor
lezˇ´ı za vyznacˇenou oblast´ı mysˇ´ı.
sc before cutmark() funkce vrac´ı hodnotu true, reprezentovanou typem int, pokud kurzor
lezˇ´ı prˇed vyznacˇenou oblast´ı mysˇ´ı.
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Zda´lo se mi zbytecˇne´ kontrolovat jestli ma´ vyznacˇeny´ blok z˚ustat v porˇa´dku. Na´sledneˇ
jsem implementoval funkci sc before cutmark(), pro zjiˇsteˇn´ı zda kurzor lezˇ´ı prˇed vyznacˇenou
oblast´ı mysˇ´ı:
int
sc_before_cutmark(scr_stat *scp, int pos)
{
int start;
if (scp->mouse_cut_end < 0)
return FALSE;
if (scp->mouse_cut_start <= scp->mouse_cut_end) {
start = scp->mouse_cut_start;
} else {
start = scp->mouse_cut_end;
}
return (start > pos);
}
Da´le jsem si na implementoval funkci sc after cutmark(), pro zjiˇsteˇn´ı zda zadana´
pozice lezˇ´ı za vyznacˇenou oblast´ı mysˇ´ı:
int
sc_after_cutmark(scr_stat *scp, int pos)
{
int end;
if (scp->mouse_cut_end < 0)
return FALSE;
if (scp->mouse_cut_start <= scp->mouse_cut_end) {
end = scp->mouse_cut_end;
} else {
end = scp->mouse_cut_start - 1;
}
return (end < pos);
}
Procha´zel jsem soubor scmouse.c jestli na´hodou neobjev´ım funkci pro posun bloku. Po
dlouhe´m hleda´n´ı jsem zˇa´dnou funkci nenasˇel. Rozhodl jsem se na implementovat vlastn´ı
funkci pro posun bloku nazvanou sc move cutmarking():
void
sc_move_cutmarking(scr_stat *scp, int n)
{
if (scp->mouse_cut_end >= 0) {
mark_for_update(scp, scp->mouse_cut_start);
mark_for_update(scp, scp->mouse_cut_end);
scp->mouse_cut_start = scp->mouse_cut_start + n;
scp->mouse_cut_end = scp->mouse_cut_end + n;
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mark_for_update(scp, scp->mouse_cut_start);
mark_for_update(scp, scp->mouse_cut_end);
}
}
Pro funkci sc term ins line() vkla´da´n´ı rˇa´dk˚u kontroluji jestli se kurzor nacha´z´ı za
koncem oblasti vyznacˇeny´m blokem mysˇ´ı, na´sledneˇ dojde k posunu textu nebo kurzor lezˇ´ı
v dane´ oblasti vyznacˇeny´m blokem mysˇ´ı, kdy dojde k odznacˇen´ı bloku.
static __inline void
sc_term_ins_line(scr_stat *scp, int y, int n, int ch, int attr, int tail)
{
...
int y_start, y_end;
if (scp->mouse_cut_start < scp->mouse_cut_end) {
y_start = scp->mouse_cut_start/scp->xsize;
y_end = scp->mouse_cut_end/scp->xsize;
} else {
y_start = scp->mouse_cut_end/scp->xsize;
y_end = scp->mouse_cut_start/scp->xsize;
}
if ( y == 0 ) {
if(y_end + n > scp->ysize)
sc_remove_cutmarking(scp);
else
sc_move_cutmarking(scp, n*scp->xsize); /* move cutmarking */
} else {
if ((scp->ypos <= y_start)) {
if(y_end + n > scp->ysize)
sc_remove_cutmarking(scp);
else
sc_move_cutmarking(scp, n*scp->xsize); /* move cutmarking */
}
if ((scp->ypos <= y_end && scp->ypos > y_start))
sc_remove_cutmarking(scp);
}
...
}
Pro funkci sc term del line() maza´n´ı rˇa´dk˚u kontroluji jestli se kurzor nacha´z´ı uvnitrˇ
vyznacˇene´ho bloku nebo konec mazane´ oblasti, nebo jestli kurzor lezˇ´ı prˇed vyznacˇeny´m
blokem a za´rovenˇ konec mazane´ oblasti lezˇ´ı za vyznacˇeny´m blokem mysˇ´ı, kdy dojde k odznacˇen´ı
bloku, nebo konec mazane´ oblasti lezˇ´ı prˇed vyznacˇeny´m blokem mysˇ´ı, dojde k posunu
vyznacˇene´ho bloku.
static __inline void
sc_term_del_line(scr_stat *scp, int y, int n, int ch, int attr, int tail)
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{
...
int y_start, y_end;
if (scp->mouse_cut_start < scp->mouse_cut_end) {
y_start = scp->mouse_cut_start/scp->xsize;
y_end = scp->mouse_cut_end/scp->xsize;
} else {
y_start = scp->mouse_cut_end/scp->xsize;
y_end = scp->mouse_cut_start/scp->xsize;
}
if ( y == 0 ) {
if (y_start - n < 0)
sc_remove_cutmarking(scp);
else
sc_move_cutmarking(scp, n*scp->xsize*-1); /* move cutmarking */
} else {
if ((scp->ypos + n <= y_start))
if (y_start - n < 0)
sc_remove_cutmarking(scp);
else
sc_move_cutmarkig(scp, n*scp->xsize*-1);
if ((scp->ypos <= y_end && scp->ypos >= y_start) ||
(scp->ypos + n - 1 <= y_end && scp->ypos + n - 1 >= y_start) ||
(scp->ypos < y_start && scp->ypos + n - 1 >= y_end))
sc_remove_cutmarking(scp);
}
...
}
Pro funkci sc term ins char() vkla´da´n´ı znak˚u kontroluji jestli se kurzor nacha´z´ı uvnitrˇ
vyznacˇene´ho bloku mysˇ´ı, kdy se vyznacˇen´ı bloku zrusˇ´ı, nebo zda lezˇ´ı kurzor prˇed vyznacˇeny´m
blokem a dojde k posunu.
static __inline void
sc_term_ins_char(scr_stat *scp, int n, int ch, int attr)
{
...
int y_start, y_end;
if (scp->mouse_cut_start < scp->mouse_cut_end) {
y_start = scp->mouse_cut_start/scp->xsize;
y_end = scp->mouse_cut_end/scp->xsize;
} else {
y_start = scp->mouse_cut_end/scp->xsize;
y_end = scp->mouse_cut_start/scp->xsize;
}
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if (sc_inside_cutmark(scp, scp->cursor_pos - 1))
sc_remove_cutmarking(scp);
if (sc_before_cutmark(scp, scp->cursor_pos - 1) &&
(scp->ypos == y_start) && (scp->ypos == y_end))
sc_move_cutmarkig(scp, n);
...
}
Pro funkci sc term del char() maza´n´ı znak˚u kontroluji zda se kurzor nacha´z´ı uvnitrˇ
vyznacˇene´ho bloku, nebo jestli se uvnitrˇ vyznacˇene´ho bloku nacha´z´ı konec mazane´ oblasti.
Jesˇteˇ je tu mozˇnost, zˇe mazana´ oblast je vetsˇ´ı nezˇ vyznacˇeny´ blok a proto kontroluji jestli
mazana´ oblast neobsahuje vyznacˇeny´ blok, kdy docha´z´ı ke zrusˇen´ı vyznacˇene´ho bloku.
Kontroluji jestli nedocha´z´ı k posunu vyznacˇene´ho bloku, kdy vyznacˇeny´ blok lezˇ´ı za koncem
mazane´ oblasti.
static __inline void
sc_term_del_char(scr_stat *scp, int n, int ch, int attr)
{
...
int y_start, y_end;
if (scp->mouse_cut_start < scp->mouse_cut_end) {
y_start = scp->mouse_cut_start/scp->xsize;
y_end = scp->mouse_cut_end/scp->xsize;
} else {
y_start = scp->mouse_cut_end/scp->xsize;
y_end = scp->mouse_cut_start/scp->xsize;
}
if ((sc_inside_cutmark(scp, scp->cursor_pos) ||
sc_inside_cutmark(scp, scp->cursor_pos + n)) ||
(sc_before_cutmark(scp, scp->cursor_pos + n - 1) &&
y_start != y_end) ||
(sc_before_cutmark(scp, scp->cursor_pos) &&
sc_after_cutmark(scp, scp->cursor_pos + n)))
sc_remove_cutmarking(scp);
if (sc_before_cutmark(scp, scp->cursor_pos + n) &&
(scp->ypos == y_start) && (scp->ypos == y_end))
sc_move_cutmarkig(scp, n*-1);
...
}
Pro funkci sc term del xchar() smaza´n´ı znak˚u v rˇa´dku kontroluji jestli lezˇ´ı kurzor
nebo konec mazane´ oblasti uvnitrˇ vyznacˇene´ho bloku, cˇi mazana´ oblast v sobe obsahuje
vyznacˇeny´ blok. Zde nekontroluji jestli mazana´ oblast lezˇ´ı prˇed vyznacˇeny´m blokem, prˇi
maza´n´ı se text neposouva´.
static __inline void
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sc_term_del_xchar(scr_stat *scp, int n, int ch, int attr)
{
...
if ((sc_inside_cutmark(scp, scp->cursor_pos) ||
sc_inside_cutmark(scp, scp->cursor_pos + n - 1)) ||
(sc_before_cutmark(scp, scp->cursor_pos) &&
sc_after_cutmark(scp, scp->cursor_pos + n - 1)))
sc_remove_cutmarking(scp);
...
}
Pro funkci sc term clr eol() cˇiˇsteˇn´ı cˇa´sti nebo cele´ho rˇa´dku je to jesˇteˇ trochu komp-
likovaneˇjˇs´ı za´lezˇ´ı zda mazˇu cely´ rˇa´dek nebo jen od kurzoru ke konci rˇa´dku, cˇi od kurzoru
k zacˇa´tku rˇa´dku. Potrˇebuji si zde urcˇit pocˇa´tek a konec rˇa´dku. Prˇi prova´deˇn´ı te´to funkce
nedocha´z´ı k posunu. Definuji jen podmı´nku za ktere´ se ma´ vyznacˇeny´ blok smazat.
static __inline void
sc_term_clr_eol(scr_stat *scp, int n, int ch, int attr)
{
switch (n) {
case 0: /* clear form cursor to end of line */
if (sc_inside_cutmark(scp, scp->cursor_pos) ||
sc_inside_cutmark(scp, scp->cursor_pos + scp->xsize - 1 - scp->xpos)||
(sc_before_cutmark(scp, scp->cursor_pos) &&
sc_after_cutmark(scp, scp->cursor_pos + scp->xsize - 1 - scp->xpos)))
sc_remove_cutmarking(scp);
break;
case 1: /* clear from beginning of line to cursor */
if (sc_inside_cutmark(scp, scp->cursor_pos) ||
sc_inside_cutmark(scp, scp->cursor_pos - scp->xpos) ||
(sc_before_cutmark(scp, scp->cursor_pos - scp->xpos) &&
sc_after_cutmark(scp, scp->cursor_pos)))
sc_remove_cutmarking(scp);
break;
case 2: /* clear entire line */
if (sc_inside_cutmark(scp, scp->cursor_pos - scp->xpos ) ||
sc_inside_cutmark(scp, scp->cursor_pos +
scp->xsize - 1 - scp->xpos) ||
(sc_before_cutmark(scp, scp->cursor_pos - scp->xpos) &&
sc_after_cutmark(scp, scp->cursor_pos + scp->xsize - 1 - scp->xpos)))
sc_remove_cutmarking(scp);
break;
}
}
4.3 Prˇeklad ja´dra
Pro otestova´n´ı provedeny´ch zmeˇn ve zdrojovy´ch souborech je nutne´ prove´st prˇeklad ja´dra,
aby se zmeˇny projevily prˇi testova´n´ı provedeny´ch zmeˇn. Prˇi prˇekladu ja´dra je vhodne´ si
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vytvorˇit vlastn´ı konfiguracˇn´ı soubor. Konfiguracˇn´ı soubor nalezneme v adresa´rˇi /usr/src/sys/arch/conf,
kde arch znacˇ´ı nasˇi architekturu naprˇ. i386. Dobry´m zvykem je pojmenovat konfiguracˇn´ı
soubor podle na´zvu pocˇ´ıtacˇe. Je vhodne´ si konfiguracˇn´ı soubory ukla´dat do domovske´ho
adresa´rˇe superuzˇivatele root, aby prˇi aktualizaci zdrojovy´ch ko´du nedosˇlo k jejich prˇepsa´n´ı.
Vsˇe potrˇebne´ zarˇ´ıd´ıme podle na´sleduj´ıc´ı skupiny prˇ´ıkaz˚u, prˇ´ıklad je pro architekturu i386,
mus´ıte by´t prˇihla´sˇen jako root:
cd /usr/src/sys/i386/conf
mkdir /root/kernels
cp GENERIC /root/kernels/HB01-223A
ln -s /root/kernels/HB01-223A
Nyn´ı mu˚zˇeme editovat konfiguracˇn´ı soubor HB01-223A
vim HB01-223A
Po u´prava´ch konfiguracˇn´ıho souboru pokracˇujeme prˇekladem ja´dra. Zmeˇn´ıme adresa´rˇ
na /usr/src.
cd /usr/src
make buildkernel KERNCONF=HB01-223A
make installkernel KERNCONF=HB01-223A
Varianta pro inkrementa´ln´ı prˇeklad ja´dra:
make buildkernel -DNO_KERNELCLEAN=yes KERNCONF=HB01-223A
Nove´ ja´dro se zkop´ıruje do adresa´rˇe /boot/kernel jako /boot/kernel/kernel a stare´ ja´dro
se prˇesune do /boot/kernel.old/kernel. Prˇed prˇekladem ja´dra je vhodne´ si udeˇlat za´lohu a
v prˇ´ıpadeˇ pot´ızˇ´ı zave´st zna´me´ funkcˇn´ı ja´dro.
cp -r /boot/kernel /boot/kernel.save
V zavadeˇcˇi je potom mozˇne´ zave´st toto ja´dro pomoc´ı napsa´n´ım teˇchto rˇa´dk˚u:
unload all
load /boot/kernel.save/kernel
boot
Zde uva´d´ım pro prˇehled jak dlouho trva´ prˇeklad ja´dra viz tabulka 4.1. Ke srovna´n´ı jsem
meˇl k dispozici dva pocˇ´ıtacˇe.
Tabulka 4.1: Doba prˇekladu ja´dra
Procesor Frekvence Pameˇt Cˇas
Intel Celron 366 MHz 64 MB 1 h 58 m
AMD Turion64 X2 1,6 GHz 1 GB 15 m 28 s
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Kapitola 5
Za´veˇr
Pra´ce se zaby´vala analy´zou implementace konzoly ve FreeBSD a odstraneˇn´ım jej´ıch ne-
dostatk˚u. Hlavn´ım c´ılem se staly analy´za ESC sekvence pro rˇ´ızen´ı konzoly a implementace
prˇ´ıpadne´ opravy pro pra´ci s vyznacˇeny´m blokem mysˇ´ı. Mu˚zˇeme v soucˇasne´ verzi implemen-
tace konzoly naj´ıt chyby, naprˇ. sˇpatna´ pra´ce s vyznacˇeny´m blokem mysˇ´ı.
Prˇi implementaci opravy pro pra´ci s vyznacˇeny´m blokem mysˇ´ı byly pouzˇity jednoduche´
konstrukce programovac´ıho jazyka C. Implementace opravy funguje, avsˇak v neˇktery´ch
situac´ıch selha´va´. Nebyly porˇa´d promysˇleny vsˇechny sce´na´rˇe, ke ktery´m by mohlo doj´ıt prˇi
pra´ci na konzoly. Dı´ky testova´n´ı byly odhaleny slabiny implementace opravy.
Beˇhem implementace opravy se objevily r˚uzne´ proble´my, naprˇ. prˇeklepy v ko´du, kdy
nebylo snadne´ odhalit procˇ funkce nepracuje, jakby se od n´ı ocˇeka´valo a da´va´ nesmyslne´
vy´sledky.
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Dodatek A
Skript
Zde uva´d´ım testovac´ı skript, ktery´ byl pouzˇit prˇi testova´n´ı ESC sekvenc´ı na konzole.
#!/usr/local/bin/bash
#nabidka
printf ’1) Scroll up
2) Scroll down
3) Reset
4) Move cursor up
5) Up n rows
6) Down n rows
7) Right n columns
8) Left n columns
9) Cursor n lines down
a) Cursor n lines up
b) Cursor move
c) Cursor move
d) Clear all or part of display
e) Clear all or part of line
f) Insert n lines
g) Delete n lines
h) Delete n chars
i) Insert n chars
j) Erase n chraters in line
k) Move n tabs to backwards
l) Move cursor to column n
m) Move cursor to n columns to the right
n) Move cursor to row n
o) Move cursor n rows down
p) Switch to virtual console n’
read Volba #nacti volbu
# zaplneni obrazovky
tput clear
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for i in 0 1 2 3 4 5 6 7 8 9 a b c d e f
do
for j in 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15
do
printf ’$i’
done
printf ’\n’
done
# konec zaplneni obrazovky
tput cm 0 8 # nastav kurzor na tuto pozici
read -n1 #cti jakykoliv znak, ne jen ’enter’
#proved zvolenou volbu
case ’$Volba’ in
’1’) # Scroll up
printf ’\033[3S’
;;
’2’) # Scroll down
printf ’\033[3T’
;;
’3’) # Reset
printf ’\033c’
;;
’4’) # Move cursor up
printf ’\033M’
;;
’5’) # Up n rows
printf ’\033[3A’
;;
’6’) # Down n rows
printf ’\033[3B’
;;
’7’) # Right n columns
printf ’\033[3C’
;;
’8’) # Left n columns
printf ’\033[3D’
;;
’9’) # Cursor n lines down
printf ’\033[3E’
;;
’a’) # Cursor n lines up
printf ’\033[3F’
;;
’b’) # Cursor move
printf ’\033[3f’
;;
’c’) # Cursor move
printf ’\033[3H’
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;;
’d’) # Clear all or part of display
printf ’\033[J’
;;
’e’) # Clear all or part of line
printf ’\033[K’
;;
’f’) # Insert n lines
printf ’\033[3L’
;;
’g’) # Delete n lines
printf ’\033[3M’
;;
’h’) # Delete n chars
printf ’\033[3P’
;;
’i’) # Insert n chars
printf ’\033[3@’
;;
’j’) # Erase n chraters in line
printf ’\033[3X’
;;
’k’) # Move n tabs to backwards
printf ’\033[3Z’
;;
’l’) # Move cursor to column n
printf ’\033[4’’
;;
’m’) # Move cursor to n columns to the right
printf ’\033[3a’
;;
’n’) # Move cursor to row n
printf ’\033[3d’
;;
’o’) # Move cursor n rows down
printf ’\033[3e’
;;
’p’) # Switch to virtual console n
printf ’\033[3z’
;;
esac
read Q
exit 0
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