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Tato práce se zaměřuje na využití principů hmatatelného uživatelského rozhraní (tangible
user interface) a prostorové rozšířené reality (spatial augmented reality) ke hraní deskových
her. Za tímto účelem vznikl systém nazvaný interaktivní stůl. Jedná se zároveň o hardwa-
rové i softwarové řešení. Hardwarová část řeší uchycení hloubkové kamery a projektoru nad
stolem. Softwarové řešení se na jedné straně zabývá kalibrací systému hloubkové kamery a
projektoru použitím známých postupů pro kalibraci kamery a na straně druhé řeší úlohy z
oboru počítačového vidění. Tato percepční část je jádrem celé práce a pro účely hraní des-
kových her poskytuje informace o poloze fyzického herního předmětu, fyzické herní desky a
výpočtu masky pro maskování rušivých objektů. Pro účely demonstrace možností systému
vznikla výuková demonstrační aplikace. Interaktivní stůl nabízí nové možnosti hraní desko-
vých her v reálném prostředí kombinací prvků rozšířené reality a reálných objektů a s tím
spojené nové uživatelské zkušenosti.
Abstract
This thesis focuses on the application of the tangible user interface and spatial augmented
reality principals for playing board games. For this purpose, a system called „interactive
table“ was developed. It is both hardware and software solution. The hardware part solves
the installation of a depth camera and a projector located above the table. The software
solution deals with calibration of the depth camera and projector system using known
procedures for camera calibration on the one hand, on the other hand it solves tasks from
the field of computer vision. This perceptional part is the core of the whole thesis and for the
purposes of playing board games it provides information about the location of the physical
game object, physical game board and the calculations of mask for masking distracting
objects. An educational application was developed for the purposes of demonstration of
the system options. The interactive table offers new possibilities for playing board games
in a real-world environment by the combination of the augmented reality elements with
real-world objects and the related new user experience.
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Příchod nových technologií (Microsoft Kinect, Nintendo Wii, Oculus Rift) velmi výrazně
ovlivnil herní průmysl. Nové generace herních konzolí nabízejí nové možnosti ovládání a
interakce s uživatelem. Hráč nyní může konzoli ovládat klasickým ovladačem s haptickou
odezvou, hlasem nebo samotným pohybem těla. Poslední zmiňovaný způsob ovládání rea-
guje na specifické hráčovy pohyby (dřepy, výskoky) audio-vizuální zpětnou vazbou podle
typu hry a tím přináší do her nové zážitkové a multimediální prvky. Předchůdci těchto her,
hry deskové, takovéto multimediální prvky nenabízí.
Tato práce se snaží rozšířit možnosti hraní deskových her a to právě v oblasti multimédií
a za použití podobných senzorů jako v případě konzolových her. Takovýto přístup je výzvou,
neboť spojuje dva různé světy hraní her. První, virtuální, s počítačem kreslenou grafikou a
nedotykovým ovládáním a druhý, bez jakéhokoliv použití výpočetní techniky a kompletně
založeného na ovládání pomocí pohybu s reálnými objekty.
Cílem práce je tedy navrhnout a realizovat systém, interaktivní stůl, který využívá
reálných objektů jako ovládacích prvků (tangible user interface) a dále poskytuje zpětnou
vazbu pomocí počítačem kreslené grafiky se zvuky. Jako prezentace dosažených výsledků
pak slouží výuková demonstrační aplikace zaměřená na dvě největší města Prahu a Brno a
dále obsahující kvíz s tématikou pohoří České republiky.
Práce je členěna do čtyř hlavních kapitol. První kapitola seznamuje čtenáře s použitými
pojmy a principy. Druhá část se pak zabývá kompletním návrhem interaktivního stolu, od
samotné konstrukce po softwarovou vrstvu a také návrhem výukové deskové hry. Následuje
kapitola s popisem realizace všech částí systému. Poslední část je věnována návrhu a sa-





Tato kapitola seznamuje čtenáře se základními principy a pojmy používanými v této práci.
Ty se dají rozdělit do dvou skupin. Ta první se zabývá uživatelským rozhraním a obecně
komunikací mezi člověkem a počítačem. Druhá skupina se zabývá spíše technickou stránkou
věci a popisuje především percepci okolí počítačem a data, která k tomu slouží.
2.1 Deskové hry
Desková hra je taková hra, ve které je průběh hry realizován na herním plánu [25]. Další
součástí deskové hry jsou kameny či figury. Kameny se pohybují stejným způsobem a mají
stejnou funkci na rozdíl od figur, které jsou mezi sebou rozlišeny buď možnostmi pohybu
nebo funkcí [22]. Deskové hry lze dělit podle různých kritérií. Jedním z těchto kritérií je
doba vzniku, která dělí hry na klasické deskové a moderní deskové hry. Moderní deskové
hry se liší od klasických tím, že ve většině případů známe autora a přesný rok vzniku, což
u klasických her jako jsou například šachy nebo dáma jednoznačně určit nelze1.
Autorka práce Moderní deskové a společenské hry a jejich postavení ve volném čase
dnešní populace [22] klasifikuje moderní deskové hry na základě herních mechanismů, které
vysvětluje jako „ucelenou část hry či pravidel, které tvoří jeden aspekt hry“ a uvádí příklad
na mechanismu „hoď-jeď“, ve kterém nejprve hodí kostkou a poté posune herní předmět na
základě hodu. Práce zmiňuje např. mechanismy tématické, které umisťují hry do různých
historických období nebo různých částí světa, cestovatelské, ve kterých je hlavní pohyb po
desce a dosáhnutí určitého cíle nebo mechanismy vzdělávací a výukové, kde se hra snaží
hráče vzdělat jak jazykově tak třeba znalostně. Autorka v práci dále provedla výzkum na
téma „Co mi hraní deskových her přináší do života?“. Z výzkumu vyplývá, že lidé pří hraní
her pociťují nebo vnímají:
∙ pozitivní emoce - radost, uspokojení, uvolnění, vzrušení
∙ negativní emoce - zklamání, rozladěnost, bezradnost
∙ vnímají hru jako zábavu, odreagování, odpočinek
∙ těší se z kamarádů a přátel se kterými hru hrají a z komunikace při hře




Václav Mertin z Katedry psychologie Filozofické fakulty Univerzity Karlovy v Praze
v rozhovoru2 pro Českou televizi uvádí jako jednu z hlavních výhod deskových her oproti
hraní na mobilu, na počítači nebo na tabletu výskyt a interakci více hráčů, která se projevuje
hlavně konverzací při samotném hraní. Jako dětský psycholog zmiňuje nejen důležitost
hraní her mezi samotnými dětmi, ale i mezi dospělými a dětmi. Kromě interakce samotné
vyzdvihuje učení se strategického myšlení nebo učení se zdravě riskovat.
2.2 Komunikace mezi počítačem a člověkem
Komunikaci mezi člověkem a počítačem, anglicky Human-Computer interaction (dále jen
HCI), definujeme jako disciplínu, která se zabývá návrhem, vyhodnocením a implementací
interaktivních počítačových systémů, které člověk používá a studiem jevů, které je obklo-
pují [21]. Při návrhu takovéhoto systému se zaměřujeme na dvě skupiny požadavků. První
skupina se zabývá použitelností a jde především o to, aby byl výsledný produkt jednoduchý
na naučení a efektivní pro zvládnutí dané úlohy. Přesněji se jedná o dosažení těchto cílů
(podle [2]):
∙ Účelnost - popisuje, jak dobře systém plní to, k čemu byl vytvořen. Jedná se o obecný
pojem, který lépe popisuje otázka „Je člověk schopen se s tímto systémem naučit
rychle pracovat, plnit na něm dané úkoly, přistupovat k informacím, které poskytuje,
nakupovat zboží, které hledá atd.?“.
∙ Efektivnost – aneb jak dobře systém pomáhá uživateli ve zvládání úkolů. Metrikou
může být například minimální počet kroků, který vede ke zvládnutí úlohy.
∙ Bezpečnost – chápeme dvojím způsobem a to zaprvé jako samotnou ochranu člověka
při práci v nebezpečném prostředí a za druhé jako ochranu uživatele před vykonáním
nechtěné akce. Příkladem budiž umístění tlačítka k vymazání dokumentu prostorově
dále od tlačítka určenému k uložení dokumentu nebo implementace akce krok zpět.
∙ Užitečnost – definuje, do jaké míry systém poskytuje funkcionalitu, kterou uživatel
potřebuje pro plnění své práce. Systémem s vysokou užitečností může být například
účetnictví, které umí automaticky připravit data a odeslat je finančnímu úřadu, na-
opak malou užitečnost by měl program pro kreslení, který by nutil uživatele kreslit
vše pouze nástrojem pro kreslení obdélníku.
∙ Naučitelnost – popisuje, jak je jednoduché systém používat.
∙ Zapamatovatelnost – značí, jak moc náročné je pamatovat si postupy při používání
systému. Toto je zvláště důležité pokud uživatel používá systém nepravidelně.
Druhá skupina požadavků se zaměřuje na samotného uživatele a na jeho zkušenost při
používání produktu. Cílíme návrh tak, aby komunikace mezi člověkem a počítačem byla
zábavná, příjemná, motivující, uspokojující, tedy na to, jak se uživatel při interakci cítí.
Rozpoznání a kombinace požadavků z obou skupin je důležité pro vytvoření dobrého sys-
tému. Je zřejmé, že ne vždy bude vhodné aplikovat požadavky obou skupin při návrhu




Uživatelské rozhraní (User interface, UI) je soubor postupů, jak pracovat s nějakou věcí
nebo objektem [3]. Nemusí jít přitom pouze o objekty týkající se informačních technologií.
Jsou to i předměty každodenního použití jako auto, telefon nebo pračka. Daný předmět
poskytuje funkce, které chce uživatel využít ke svému užitku. Cílem interakce je efektivní
provoz a řízení předmětu (stroje) na straně uživatele a zpětná vazba od stroje, která pomáhá





Obrázek 2.1: Diagram HCI. Podle [3]
S tématem UI souvisí pojem uživatelská zkušenost (User Experience UX). Ta se
zaměřuje na lidské vjemy a reakce při používání systému. Podle ISO definice [7] zahrnuje
všechny uživatelské emoce, očekávání, preference, vnímání, fyzické a psychické reakce, cho-
vání, úspěchy, které nastanou před, během a po použití výrobku či služby.
Tangible user interface
Tangible User Interface (TUI), česky překládám jako „hmatatelné uživatelské rozhraní“ je
jedním z přístupů návrhu a použití HCI. Následující úvod a popis principů čerpá z [20].
Pravděpodobně nejrozšířenějším typem uživatelského rozhraní je dnes grafické uživatel-
ské rozhraní (GUI), které nalezneme v osobních počítačích, mobilech, tabletech a dalších
zařízeních. První GUI vznikaly v 70. letech minulého století a díky úspěchu komerčních
produktů Apple Macintosh a Microsoft Windows se GUI stalo standardním paradigmatem
HCI. Jak již název napovídá, v grafickém uživatelském prostředí používáme pro reprezen-
taci různých dat grafické prvky, se kterými interagujeme obvykle pomocí klávesnice a myši
stylem „vidím, ukáži a kliknu“. Při práci s GUI jsme tedy svázáni na používání obrazovky,
myši a klávesnice a nevyužíváme naši lidskou zručnost a šikovnost např. pro uchopení a
rotaci předmětu.
Tangible user interface se zaměřuje právě na tyto naše hmatové dovednosti. Na rozdíl od
GUI, kde je informace reprezentována grafickým, nehmatatelným prvkem, hlavní myšlenkou
TUI je reprezentace informace nějakým fyzickým objektem. Tento fyzický objekt je pak
nejen reprezentací informace, ale zároveň může sloužit jako plnohodnotný ovládací prvek.
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Díky TUI pak vlastně digitální informaci můžeme vnímat díky našim smyslům a zároveň ji
měnit našima rukama. Klíčové vlastnosti lze shrnout do 3 bodů:
1. Propojení hmatatelného objektu a jeho digitální reprezentace. Výzva zde spočívá ve
smysluplném mapování fyzického objektu na digitální a poskytnutí zpětné odezvy.
2. Vytvoření mechanismu pro interaktivní ovládání za použití hmatatelného předmětu.
Je nutné si uvědomit, že fyzický objekt může být nepohyblivý, pohyblivý pomocí mo-
toru nebo magnetu, může se pohybovat pouze v jedné rovině, může se s ním pohybovat
volně atd. a je nutné tvořit uživatelské rozhraní s těmito omezeními.
3. Spojení hmatatelné a nehmatatelné složky. I přesto, že hlavní roli v TUI představuje
hmatatelný objekt, je důležité se zaměřit i na nehmatatelnou složku, kterou ve většině
případů představuje vizuální a zvuková složka.
Rozšířená realita
Rozšířená realita (Augmented reality, dále jen AR) je systém, který obohacuje reálný svět
o virtuální (počítačem generované) prvky, které se jeví, jakoby do reálného světa patřily
[1]. AR systém je definován následujícími vlastnostmi:
1. Kombinuje reálné a virtuální prvky v reálném světě
2. Pracuje v reálném čase
3. Kombinuje a přiřazuje reálné a virtuální objekty k sobě navzájem
V některých aplikacích nemusí být AR pouze o přidávání virtuálních objektů, ale i
o odebírání reálných objektů, tedy například bychom mohli vidět v ulici jinou budovu, než
tu, která tam opravdu stojí. Jakkoliv se to může zdát, tak AR se nesoustředí pouze na náš
zrakový orgán, ale může působit i na další smysly jako je sluch, hmat nebo čich, i přesto je
však zrakový vjem nejčastějším zaměřenín AR.
Spatial augmented reality
Přístroje, díky kterým vnímáme rozšířenou realitu, jsou ve většině případů upevněné na
hlavě člověka nebo se drží v ruce. Prostorová rozšířená realita (SAR) se zaměřuje na pro-
jekci počítačem generované informace přímo do prostředí uživatele [4]. Díky tomuto přístupu
se každá stěna, stůl nebo podlaha může stát potenciální obrazovkou. Toto přináší mnohé
výhody a nové způsoby využití. Při návrhu např. palubní desky auta si lze nový návrh nej-
prve promítnout projektorem v modelu auta a rozhodnout o rozložení prvků. Na montážní
lince může projektor zvýraznit místa, do kterých se mají upevnit šroubky atd.
Existující řešení
Prostorová rozšířená realita využívá projekci světla na reálné objekty. Mezi nejzajímavější
existující projekty využívající tohoto přístupu se řadí IllumiRoom [11] a RoomAlive [10].
IllumiRoom představuje obývací pokoj s televizorem a projektorem umístěným naproti
televizoru. Projektor rozšiřuje obraz televizoru tím, že promítá obraz do okolí televizoru a
vizuálním obsahem se přizpůsobuje obsahu programu televize (prezentace fotek, film, hra
atd.).
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Obrázek 2.2: IllumiRoom při hraní her. Převzato z [8]
RoomAlive tento koncept dále rozšiřuje. Projekt RoomAlive představuje místnost, ve
které je umístěno několik projektorů a Kinectů tak, aby pokrývali celou místnost. Roo-
mAlive nabízí několik her, které si mohou hráči v místnosti zahrát. Hry využívají objekty
v místnosti, na které je promítáno herní prostředí (láva, řeka) a informace o poloze uživatele
při provádění herních akcí (např. střelba). RoomAlive přímo využívá kalibraci projektoru
a Kinectu, resp. kalibraci projektorů a Kinectů.
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Obrázek 2.3: RoomAlive. Ukázka mapování virtuálního prostředí do fyzické místnosti a
hraní hry. Převzato z [9]
Mezi nejznámější projekty využívající principů hmatatelného uživatelského rozhraní se
jistě řadí Reactable3. To využívá jako prvky interakce mezi uživatelem a počítačem reálné
objekty, které mají tvar kostek. Samotný Reactable je přístroj ve tvaru bubnu, kde na jeho
vrchní částí je umístěn displej a herní předměty.
Obrázek 2.4: Reactable při vytváření rytmu4
3Reactable – Music Knowledge Technology, http://reactable.com/
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Každá herní kostka představuje určité tempo nebo melodii a pomocí těchto kostek a
jejich pozic a natočení na displeji se vytváří hudební doprovod.
2.3 Pinhole camera model a kalibrace kamery
Tato část se věnuje popisu percepce okolí kamerou na základě modelu dírkové kamery. Dále
se zabývá chybami kamery, které vznikají při výrobním procesu a postupy, jak tyto chyby
odstranit.
Pinhole camera model
Vidění obecně chápeme jako detekci světla z okolí. Světlo pak popisujeme jako světelný
paprsek vycházející z nějakého zdroje (žárovka, Slunce), který prochází okolím, dokud ne-
narazí na nějaký objekt. Při nárazu na objekt se část energie světla pohltí, část se ale
odrazí a právě tyto paprsky vnímá lidské oko nebo kamera jako barevnou složku. Tuto
cestu paprsku odraženého od objektu a procházející přes čočku oka nebo kamery na sít-
nici či světlocitlivou vrstvu popisuje Pinhole camera model (česky překládáno jako model
dírkové kamery). Následující popis čerpá z [5].
Pinhole camera model je matematický model, ve kterém je scéna z pohledu kamery po-







Obrázek 2.5: Model dírkové kamery. Clona propouští pouze paprsky, které protínají nějaký
bod v prostoru; ty pak vytvářejí obraz na projekční rovině. Podle [5]
Na obrázku 2.5 vidíme paprsek světla, který se odráží od 3D objektu (vyznačený pun-
tíkem na pravé straně) ve scéně, prochází úzkou štěrbinou a nakonec dopadá (puntík na
levé straně) na projekční plochu (průmětnu). Takto je popsána projekce bodu v prostoru
na rovinu v ideálním modelu dírkové kamery. Velikost promítaného obrazu je vzhledem
k pozici 3D objektu ve scéně dána parametrem 𝑓 , který se nazývá ohnisková vzdálenost.
V ideálním modelu je vzdálenost od škvíry (clony) k projekční rovině přesně hodnota 𝑓 .
Parametr 𝑍 na obrázku představuje vzdálenost 3D objektu od škvíry v jednotkách délky.
𝑋 pak popisuje výšku objektu a 𝑥 je obraz bodu 𝑋 na průmětně.













Pro lepší názornost a díky tomuto vztahu můžeme upravit model na ekvivalentní model













Obrázek 2.6: Model s přeskládanou průmětnou a clonou. Bod 𝑄 = (𝑋,𝑌, 𝑍) je vykreslen
na průmětně jako bod 𝑞 = (𝑥, 𝑦, 𝑧) paprsek procházejícím středem projekce. Podle [5]
Škvíru nyní interpretujeme jako střed projekce (center of projection) a bod, ve kterém
optická osa protíná projekční plochu nazýváme základní bod (principal point). Každý pa-
prsek nyní vychází od objektu a míří na střed projekce. Obraz je vytvořen právě průchodem
několika těchto paprsků přes projekční rovinu. Ta je stejně jako na obr. vzdálena od středu
















Obrázek 2.7: Pohled z boku5
5Podle http://pille.iwr.uni-heidelberg.de/~kinect01/doc/reconstruction.html
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Pomocí modelu dírkové kamery vyjadřujeme projekci 3D bodů na 2D průmětnu pomocí
tohoto vztahu:






⎡⎣𝑓𝑥 0 𝑐𝑥0 𝑓𝑦 𝑐𝑦
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⎤⎦⎡⎣𝑟11 𝑟12 𝑟13 𝑡1𝑟21 𝑟22 𝑟23 𝑡2









∙ 𝑠 je parametr měřítka (scale parameter)
∙ (𝑢, 𝑣) jsou souřadnice projektovaného 3D bodu na průmětnu (v pixelech)
∙ (𝑋,𝑌, 𝑍) jsou souřadnice 3D objektu ve světových souřadnicích
∙ (𝑓𝑥, 𝑓𝑦) jsou ohniskové vzdálenosti v pixelech
∙ (𝑐𝑥, 𝑐𝑦) jsou souřadnice základního bodu (principal point), obvykle střed průmětny
∙ 𝐴 je matice popisující vnitřní parametry kamery (intrinsic matrix)
∙ [𝑅|𝑡] je matice popisující vnější parametry kamery (extrinsic matric)
Jak souřadnice bodů na průmětně, tak souřadnice bodů v prostoru jsou zapsány ve
formě homogenních souřadnic.
Homogenní souřadnice bodu ve 2D prostoru s kartézskými souřadnicemi [𝑥, 𝑦] je
uspořádaná trojice [𝑋,𝑌,𝑤], pro kterou platí 𝑥 = 𝑋/𝑤 a 𝑦 = 𝑌/𝑤. Souřadnice w se
nazývá váha bodu. V případě afinních transformací, což je zobrazení z jednoho vektorového
prostoru do druhého takové, že zachovává kolinearitu a dělící poměr, je váha 𝑤 rovna číslu
1. V případě vektorů je váha rovna 0, tedy např. vektor 𝑣 = (𝑥, 𝑦) reprezentujeme trojicí
𝑣 = (𝑥, 𝑦, 0).
Pokud přejdeme do 3D prostoru, pak se jedná pouze o zobecnění výše popsaného prin-
cipu a bod je tedy popsán jako 𝑃 (𝑥, 𝑦, 𝑧, 𝑤), kde 𝑤 = 1 pro bod v prostoru a 𝑤 = 0 pro
vektor. Homogenní souřadnice nám umožňují pracovat se všemi druhy základních transfor-
mací pomocí maticového zápisu, případně tyto jednotlivé dílčí transformace skládat, což
v praxi znamená vynásobení dílčích matic [16].
Vnitřní parametry kamery
Matice vnitřních parametrů popisuje transformaci 3D bodu z prostoru kamery na 2D prů-
mětnu. Proměnné 𝑐𝑥 a 𝑐𝑦 značí střed souřadného systému roviny, na kterou se promítá.
Dalšími parametry matice jsou 𝑓𝑥 a 𝑓𝑦. Jak již bylo zmíněno, jedná se o ohniskové vzdále-
nosti. Ty máme zvlášť pro osu 𝑥 a zvlášť pro osu 𝑦 z toho důvodu, že u levnějších snímacích
zařízení jsou jednotlivé pixely spíše obdélníkové než čtvercové. Rovnice, které popisují trans-
formaci 3D bodu (v prostoru kamery) na 2D rovinu jsou následující:⎡⎣𝑢𝑣
1
⎤⎦ =














𝑢 = 𝑓𝑥 * 𝑥′ + 𝑐𝑥
𝑣 = 𝑓𝑦 * 𝑦′ + 𝑐𝑦
(2.8)
Vnější parametry kamery
Matice vnějších parametrů popisuje transformaci mezi světovým souřadným systémem a
souřadným systémem kamery. Děje se takto pomocí 2 matic, rotační (popisuje natočení,
rotaci) a translační (popisuje posun).
𝑅 =
⎡⎣𝑟11 𝑟12 𝑟13 𝑡1𝑟21 𝑟22 𝑟23 𝑡2
𝑟31 𝑟32 𝑟33 𝑡3
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Obrázek 2.8: Diagram použití vnějších a vnitřních parametrů kamery pro transformaci
bodu7
Zkreslení obrazu kamery a jeho odstranění
S ideální dírkovou kamerou (viz 2.3) máme funkční model, pomocí kterého dokážeme ma-
tematicky popsat vztahy mezi reálným a zobrazovaným objektem. Pokud bychom však
takovouto kameru chtěli použít v praxi, zjistíme, že přes úzkou dírku neprojde v dostatek
světla za velmi krátkou dobu (zlomek sekundy). Tento nedostatek řešíme použitím čočky,
ta nám sice vyřeší problém s akumulací světla, ale na druhou stranu přináší zkreslení vý-
sledného obrazu.
Zkreslení čočky je dáno nedokonalostmi při její výrobě. Mezi dvě nejznámější zkreslení
patří radiální (radial) a tangenciální (tangential). Tyto zkreslení dokážeme matematicky,
kalibrací, odstranit. Radiální zkreslení vzniká tak, že procházející paprsky světla dále od
centra čočky se ohýbají více než paprsky procházející blíže centru. Tento fakt se projevuje
jako tzv. polštářové nebo soudkovité (barelové) zkreslení, jak je ilustrováno na obr. 2.9.
7Podle http://www.mathworks.com/help/vision/ug/camera-calibration.html
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Obrázek 2.9: Zleva: nezkreslený obrázek, soudkovité a polštářové zkreslení8
Tangenciální zkreslení je pak způsobené tím, že čočka kamery není rovnoběžná s pro-
jekční rovinou kamery.
Obě zkreslení lze odstranit matematicky procesem kalibrace kamery. Rovnice 2.7 zmí-
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+ 2𝑝1𝑥






1 + 𝑘4𝑟2 + 𝑘5𝑟4 + 𝑘6𝑟6
+ 𝑝1(𝑟
2 + 2𝑦′2) + 2𝑝2𝑥′𝑦′ (2.11)
kde
𝑟2 = 𝑥′2 + 𝑦′2
a pak tedy vztah 2.8 se změní na
𝑢 = 𝑓𝑥 * 𝑥′′ + 𝑐𝑥
𝑣 = 𝑓𝑦 * 𝑦′′ + 𝑐𝑦
(2.12)
Hodnoty 𝑘1, 𝑘2, 𝑘3, 𝑘4, 𝑘5 a 𝑘6 popisují radiální zkreslení. Proměnné 𝑝1 a 𝑝2 pak popisují
zkreslení tangenciální. Tyto parametry získáme kalibrací kamery.
Knihovna OpenCV9 nabízí sadu funkcí pro kalibrační účely. Následující řádky popisují
princip a postup kalibrace podle [5]. Celý výpočetní proces je proveden ve funkci Calibra-
teCamera(). Metoda kalibrace spočívá v hledání známé struktury v obraze kamery takové,
která má dostatek zřetelně identifikovatelných bodů. Pohlížením na tuto strukturu z něko-
lika úhlů a vzdáleností je možné vypočítat relativní pozici a orientaci kamery a především
vnitřní parametry kamery (viz 2.3).
Při každém nasnímání určitého objektu kamerou lze popsat toto postavení objektu
relativně k souřadnému systému kamery pomocí rotační a translační matice. Jednotlivé
body 𝑃𝑐 v souřadném systému kamery můžeme popsat jako body objektu 𝑃0 ve světových
souřadnicích násobené rotační matici 𝑅 a posunuté translační maticí 𝑇 , tedy:
𝑃𝑐 = 𝑅(𝑃0 − 𝑇 ) (2.13)
8Převzato z http://www.mdpi.com/2072-4292/4/5/1462/html
9Open source computer vision http://opencv.org/
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Kombinací výše uvedené rovnice pro bod 𝑃𝑐 a výše zmíněných rovnic popisující korekci
vnitřních parametrů kamery vytváříme systém rovnic, které umí knihovna OpenCV řešit a
které jako výsledek poskytují právě hledané kalibrační informace.
Teoreticky lze jako kalibrační objekt použít jakýkoliv dostatečně popsatelný objekt.
Z praktických důvodů volí OpenCV šachovnici, jako pravidelný, jednoduše vyrobitelný a
distribuovatelný vzor a upřednostňuje tím snímání více pozic planárního objektu proti jed-
nomu snímku složitého 3D objektu. Šachovnice může mít jiné rozměry než 8 polí na 8 polí
a kalibrace se provádí s asymetrickou šachovnicí (jiný počet řádků a sloupců). Zmiňované
jasně identifikovatelné body šachovnice jsou rohy mezi černými čtverečky a knihovna po-
skytuje prostředky pro vyhledání těchto bodů. Tyto body umístěné na ploše v prostoru
„procházejí“ perspektivní transformací, pokud je sledujeme modelem dírkové kamery nebo
pomocí čočky. Parametry této transformace popisuje matice homografie (viz 2.5). Metoda
pro výpočet vnitřních parametrů kamery je v OpenCV založena právě na použití více matic
homografie získaných z více snímků [5].
Vstupem kalibrační funkce jsou kromě jiných dvě množiny bodů. První jsou nazvány ob-
ject_points a druhé image_points. Druhá množina obsahuje souřadnice pixelů nalezených
rohů šachovnice v RGB obrazu kamery. Object_points jsou body v souřadném systému ob-
jektu. Těmi lze definovat fyzické jednotky. Pokud souřadnice jednotlivých bodů popíšeme
v centimetrech, pak všechny vypočítané parametry budou taktéž v centimetrech. Vzhledem
k tomu, že body šachovnice leží v rovině, pak jsou jejich 𝑧 souřadnice rovny 0. Množina
bodů object_point se generuje algoritmicky a vzhledem k tomu, že snímaný objekt (šachov-
nici) během kalibrace neměníme, pak ke každé skupině bodů image_point bude odpovídat
stále stejná množina bodů object_points.
2.4 Sledování scény hloubkovou kamerou
Hloubková kamera (depth camera) je senzor, který kromě klasického barevného obrazu
nabízí i hloubková data (depth data). Ta pro každý jednotlivý bod obrazu poskytují jeho
hloubku, což je vzdálenost mezi senzorem a objektem popsaným tímto bodem. Jedním
z takovýchto senzorů je Kinect firmy Microsoft. Kinect je senzor původně určen k herní
konzoli Xbox, díky přídavnému adaptéru lze však Kinect připojit i k osobnímu počítači10.
Na platformě Windows je oficiálně podporován, na ostatních platformách tomu takto není
a je nutno využít ovladačů třetích stran.
Kinect for Xbox One (nebo také Kinect v2, dále jen jako Kinect) je druhá generace
tohoto senzoru. Oproti první generaci nabízí především vyšší rozlišení barevné a hloubkové
kamery a větší pozorovací úhly. Kinect obsahuje tyto senzory:
∙ Barevná (RGB) kamera v rozlišení 1080p a s obnovovací frekvencí 30 Hz
∙ Infračervený senzor v rozlišení 512 x 424 a s obnovovací frekvencí 30 Hz
∙ Hloubkový senzor v rozlišení 512 x 424, obnovovací frekvencí 30 Hz a schopností
snímat hloubku od 0,5 m do 4,5 m
∙ Mikrofon pro snímání zvuku
Infračervený senzor s hloubkovým senzorem nám poskytují již zmiňovanou „hloubku“ sledo-




metodou Time of flight. Tato technologie využívá znalosti rychlosti času tak, že vysílá svě-
telné impulsy (infračervený senzorem) a následně zachytává odražený paprsek (hloubkový
senzor) a z doby letu a zmiňované rychlosti světla vypočítá danou hloubku [13].
Point cloud
Kombinací hloubkových dat a RGB dat vzniká mračno bodů (point cloud), které nabízí
nový způsob popisu sledované scény a přináší nové výzvy pro jeho zpracování. Point cloud
je datová struktura popisující množinu multidimenzionální bodů, která je obvykle použitá
k popisu třídimenzionálních dat. V 3D point cloudu body obvykle reprezentují 𝑋, 𝑌 𝑍
souřadnice povrchu. Pokud body kromě informace o poloze obsahují i informaci o barvě,
pak je mračno bodů čtyřdimenzionální11.
Mračna bodů mohou být rozsáhlá a práce s nimi proto velmi náročná na výkon a paměť.
Jedním z přístupů, jak tento problém řešit, je podvzorkování mračna. K tomu se často
používá voxelová mřížka (voxel grid), která se skládá z jednotlivých voxelů [14]. Voxel
reprezentuje 3D bod podobně jako pixel popisuje 2D bod a lze si jej představit jako jednu
krychli v třídimenzionální struktuře. K vytvoření voxelu existují 2 hlavní přístupy. První
z nich vypočte ze všech bodů mračna umístěných v krychli centroid, který dále reprezentuje
polohu voxelu. Druhý přístup popisuje voxel jeho geometrickým středem. První metoda
přesněji popisuje původní strukturu mračna bodů, ale je náročnější na výpočet, jelikož
centroid se musí spočítat pro každý jednotlivý bod mřížky.
Základem mnoha operací nad point cloudem je hledání nejbližšího souseda. Ten ve
stručnosti spočívá v tom, že máme množinu 𝑃 = {𝑝1, 𝑝2, . . . , 𝑝𝑛} v metrickém prostoru 𝑋
a chceme tyto body předzpracovat takovým způsobem, abychom pro bod 𝑞 ∈ 𝑋 nalezli
nejbližší bod 𝑝𝑖 co nejjednodušeji (nejrychleji)12. Podobně pak pro daný bod chceme najít
𝑘 nejbližších sousedů, nebo všechny sousedy, kteří se od něj nacházejí v určité vzdálenosti.
Pro tyto operace potřebujeme vhodnou strukturu a tou je k-d tree. K-dimenzionální strom
je datová struktura používaná pro uspořádání bodů v prostoru s K dimenzemi a právě pro
úlohu hledání nejbližších sousedů je velmi efektivní [14].
Častou metodou předzpracování point cloudu 𝑃 je jeho rozdělení do několika menších
částí za účelem zrychlení procesu zpracování. Jednoduchým a výpočetně nenáročným pří-
stupem by bylo rozdělit celé mračno bodů do několika „krychlí“ s pevnou délkou hran.
Většinou však chceme rozdělit mračno bodů do jednotlivých shluků, které reprezentují
např. objekty na stole. Metoda pro extrakci jednotlivých shluků bodů na základě
euklidovské vzdálenosti (Euclidian Cluster Extraction) využívá právě struktury kd-tree
a její výhodné vlastnosti pro hledání nejbližších sousedů. Algoritmus pracuje následovně
[19]:
1. vytvoř kd-tree reprezentaci pro vstupní point cloud 𝑃
2. vytvoř prázdný list shluků 𝐶. Dále vytvoř frontu bodů 𝑄
3. pro každý bod 𝑝𝑖 ∈ 𝑃 proveď následující kroky:
∙ přidej bod 𝑝𝑖 do aktuální fronty 𝑄




– najdi množinu 𝑃 𝑖𝑘 takovou, která obsahuje sousedy bodu 𝑝𝑖 takové, že jejich
vzdálenost od bodu 𝑝𝑖 je menší než 𝑑
– pro všechny body 𝑝𝑘𝑖 ∈ 𝑃 𝑘𝑖 zkontroluj, zda daný bod byl již zpracován a
pokud nebyl, přidej ho do fronty 𝑄
∙ po zpracování všech bodů v 𝑄 přidej 𝑄 do listu shluků 𝐶 a frontu 𝑄 vyprázdni
4. algoritmus končí, jakmile jsou všechny body 𝑝𝑖 ∈ 𝑃 zpracovány a jsou nyní součástí
listu shluků 𝐶
Touto metodou lze tedy rozdělit mračno bodů na několik menších shluků pomocí para-
metru vzdálenosti 𝑑. Další operací nad point cloudem je registrace mračen bodů. Cílem
je nalézt korespondující body mezi dvěma shluky bodů a transformaci, která „zarovná“
jeden shluk na druhý [14]. Tento proces je obvykle iterativní vzhledem k relativní pozici
obou mračen bodů a ukončovací podmínka je často určena prahem, který popisuje sou-
čet odchylek jednotlivých bodů. Jedním z algoritmů pro registraci dvou mračen bodů je
Iterative Closest Point (ICP). Metoda má na vstupu dvě mračna bodů s inicializačními
transformačními údaji a podmínkou pro ukončení. Výstupem je pak rotační a translační
matice. Princip algoritmu je následující13:
1. Nalezení korespondujících si bodů v jednom a druhém mračnu pomocí metody hledání
nejbližších sousedů
2. Určení transformačních parametrů
3. Transformace bodů podle parametrů z minulého kroku
4. Opakovat dokud není splněna ukončující podmínka
2.5 Zpracování obrazu
V této sekci jsou popsány přístupy a funkce použité pro zpracování RGB obrazu z Kinectu.
Homografie
V kontextu počítačového vidění chápeme planární homografii jako projektivní mapování
z jedné roviny do druhé [5]. Matematicky lze tento vztah vyjádřit následovně:
?˜? = [𝑋𝑌 𝑍1]𝑇
𝑞 = [𝑥𝑦1]𝑇
kde body 𝑄 a 𝑞 jsou vyjádřeny pomocí homogenních souřadnic a kde je bod 𝑄 mapován
na 𝑞 následovně:
𝑞 = 𝑠𝐻?˜? (2.14)
kde parametr 𝑠 popisuje škálovatelnost a 𝐻 je matice homografie. Takto by byla popsána
projekce obecného bodu ?˜?. V praxi však obvykle uvažujeme bod ?˜?′, který leží na rovině,
která nás zajímá. V tomto případě a bez ztráty na obecnosti uvažujeme pro tento bod




kde již oba body 𝑞 a ?˜?′ leží v rovině.
Pro výpočet matice homografie je potřeba nalézt na obou rovinách dostatečný počet
vzájemně si odpovídajících bodů. Následující popis čerpá z [12]. Proces hledání bodů lze




Za rys považujeme nějaký vzor nebo strukturu obrázku jako je bod, hrana nebo malá část
obrazu. Tyto části se obvykle od liší od svého okolí texturou, barvou nebo intenzitou. Mezi
nejčastější rysy patří rohy, hrany a tzv. bloby, což jsou jisté regiony, které se liší od okolí.
Detekce rysů spočívá v určení význačných částí obrazu, které jsou určeny k dalšímu
zpracování. Tyto význačné body nemusí nutně korespondovat s obsahem obrázku, cílem je
však nalézt takové rysy, které jsou invariantní vůči rotaci či změně měřítka.
Extrakce rysů spočívá ve výpočtu deskriptoru na základě dříve nalezených význač-
ných bodů. Deskriptory popisují nalezené rysy jako číselný vektor. Tato nová reprezentace
dat dovoluje porovnávání mezi dvěma sousedstvími bodů bez ohledu na změnu měřítka či
orientace.
Tyto vektory rysů jsou pak porovnány např. na základě metriky vzdálenosti a z nich
vybrány nejvhodnější význačné body. Ty jsou pak dále použity pro detekci či klasifikaci
objektů nebo jejich sledování.
Matematická morfologie
Podle [15] je morfologie studium velikosti, tvaru a vnitřní struktury objektů. Matema-
tická morfologie je v kontextu zpracování obrazu nástroj pro předzpracování a segmentaci
obrázků. Obrázky lze dále modelovat pomocí bodových množin libovolné dimenze jak je
znázorněno na obr. 2.10.
Obrázek 2.10: Vlevo binární bodová množina. Vpravo 3 strukturní elementy. Lokální počá-
tek vyznačen křížkem. Podle [15]
Binární bodové množiny tvoří dvojice celých čísel (∈ Z2), šedotónové pak trojice (∈ Z3).
Morfologická transformace je relací mezi obrazem (obrazovou množinou 𝑋) a typicky
menší bodovou množinou, kterou nazýváme strukturním elementem B [15]. Strukturní ele-
ment B je vztažen k lokálnímu počátku (vyznačen křížkem) a příklady lze vidět na obr.
2.10.
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Jednou z operací mezi binární množinou a elementem B je dilatace. Binární dilatace
sčítá dvě bodové množiny podle vztahu
𝑋 ⊕𝐵 = {𝑝 ∈ E2 : 𝑝 = 𝑥+ 𝑏, 𝑥 ∈ 𝑋 𝑎 𝑏 ∈ 𝐵}
X = { (1,0),(1,1),(1,2),(2,2),(0,3),(0,4) }
B = { (0,0),(1,0) } X ⊕ B = {(1,0), (2,0), (1,1), 
(2,1), (1,2), (2,2), …} 
Obrázek 2.11: Příklad binární dilatace
Operace se používá k zaplnění malých děr a úzkých zálivů v objektech a k zvětšení
velikosti objektu.
2.6 Zpracování dat v distribuovaném systému
Uzly, které tvoří distribuovaný systém v této práci uvažujeme zařízení, která poskytují data
a aplikace, které tato data zpracovávají. Je výhodné použít takový systém, který nabízí
prostředky jak pro implementaci samostatných funkčních celků (uzlů), tak prostředky pro
jejich vzájemnou komunikaci. Takovýmto systémem je robotický operační systém. Robo-
tic operation system (dále jen ROS) je open-source meta-operační systém zaměřený na
vytváření programů pro roboty. Z pohledu operačního systému zajišťuje hardwarovou abs-
trakci, nízko-úrovňový přístup k zařízení, implementaci základních funkcí a zasílání zpráv
mezi procesy. ROS je ale také široká sada vývojářských nástrojů a knihoven zaměřená na
vývoj, překlad, sestavení a běh aplikací [24].
Základní koncepty ROSu
ROS definuje 3 základní úrovně
1. ROS Filesystem
Systém souborů definuje zdroje, se kterými ROS pracuje. Jedná se především o
∙ Package (balík) – základní jednotka pro organizaci software v ROSu. Balík může
obsahovat knihovny, datasety, konfigurační soubory, zdrojové soubory a různé
doplňující soubory, které tvoří funkční celek. Součástí package je vždy XML
soubor, který obsahuje informace o samotném balíku, popis funkcí, závislostí,
ale i údaje o autorovi či licenční podmínky. Balíky jsou také důležité pro proces
sestavování a následného distribuování programu – package je výsledkem procesu
sestavování.
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∙ Message (zpráva) – popis základní datové struktury pro komunikaci mezi uzly.
∙ Service (služba) – popis poskytované služby.
2. ROS Computation Graph
Computation Graph je peer-to-peer síť ROS procesů, které se starají o zpracování
dat. Mezi základní entity patří
∙ Nodes – uzly, které se starají o zpracování dat, např. zpracování dat z laserového
senzoru, z motoru, z RGB kamery atd.
∙ Messages – zprávy, pomocí kterých komunikují uzly mezi sebou. Mohou obsaho-
vat jak primitivní datové typy, tak např. i rgb obraz.
∙ Topics (kanály) – jedna z technik výměn zpráv mezi uzly je založena na systému
publisher/subscriber. Publisher, tedy uzel, který zveřejňuje (publishing) určitá
data (zprávy), publikuje tato data na jistém pojmenovaném kanálu (topic). Uzel,
který má o tato data zájem, se k přihlásí k odběru tohoto kanálu a daná data
odebírá (subscribing). Jeden uzel může zveřejňovat a zároveň přijímat data z více
kanálů.
∙ Services – služby jsou alternativou ke komunikačnímu modelu publisher/subscri-
ber a fungují na principu dotaz-odpověď.
3. ROS Community
Zde se jedná především o komunitní funkce, které umožňují snadnější sdílení znalostí
a hotového software.
∙ Distribuce – podobně jako ve světě linuxových distribucí, i zde se jedná o objemné
kolekce software. ROS distribuce v podstatě přestavují jednotlivé verze ROSu.
∙ Repozitáře – každá instituce si může založit svůj vlastní repositář, vyvíjet a
následně vydat své ROS komponenty.
∙ ROS Wiki – komunitní stránky a zároveň zdroj hlavní dokumentace.
Jedním z nástrojů poskytovaných ROSem a využitým v této práci je roslaunch. Ten
umožňuje především nastavení parametrů ve formě XML souboru, které jsou předány uzlu
při startu. Za zmínku dále stojí rosbag a jeho grafická nástavba rqt_bag. Bag značí datovou
strukturu, do které lze zaznamenat zprávy z kanálů a později tato data na dané kanály opět
publikovat, což přináší nezávislost nad samotným hardwarovým zařízením, ze kterého data
pocházejí.
ROS dále nabízí širokou paletu hotových balíků. Balík sensor_msgs je určen pro výměnu
zpráv při práci s kamerami, různými skenery atd. Definuje strukturu zpráv pro zasílání





Tato kapitola čtenáři popisuje problém a způsob, jakým jej řeším. Jsou zde popsány poža-
davky na interaktivní stůl jak z pohledu hardwarového, tak softwarového. Dále se tato část
zabývá návrhem deskové hry na tomto stole.
3.1 Definice problému
Chybí něco deskovým hrám? Ne? Tak proč se je snažit předělávat nebo vylepšovat? Odpověď
na tuto otázku by mohla být jednodušší než se zdá. Deskovým hrám by mohli dojít hráči.
Téměř každý školák má dnes tablet nebo chytrý mobil a oba tyto přístroje samozřejmě
nabízí mnoho různorodých her, nemluvě o herních konzolích nebo osobních počítačích. Hry
na těchto platformách jsou jistě zábavné, krásně graficky zpracované, plné kvalitní
hudby a nových virtuálních zážitků. Tady deskové hry trošku pokulhávají za svým mladším
bratříčkem. O co se však hráči počítačových her ochuzují je právě sociální interakce.
Lze namítnout, že v dnešních hrách pro více hráčů je nutná komunikace a kooperace pro
dosažení nějakého herního cíle. Toto sice platí, ale stále je to pouze zlomek toho, co se děje
u deskových her. Hraní deskových her je společenská událost. Sejde se rodina, sejdou
se kamarádi, u hry probíhá konverzace o různorodých tématech a samozřejmě dojde i na
neverbální projevy. Nemluvě o velmi pozitivním vlivu na nejmladší hráče jako naučení
se prohrávat, riskovat, čekat na dokončení tahu ostatními hráči atd. Všechna tato pozitiva
deskových her jsou sice pěkná, ale nic jim to nepomůže v minimálně vizuálním srovnání
s hrami počítačovými. Zkusme však deskové hry o nové virtuální prvky obohatit.
Obrázek 3.1: Hraní deskových her je společenská událost. Hraní počítačových her není1
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Ovládání deskových her ať je stále pomocí fyzických figur a kamenů a také jejich pravi-
dla ať zůstanou stejná, proto je také rádi hrajeme. Ať obsahují stejné herní kameny, karty
a další předměty. Přidejme však do nich virtuální grafické a zvukové prvky. Uživa-
telské rozhraní deskových her, pokud to tak lze nazvat, funguje ve stylu „hoď a táhni“ nebo
„vyber si kartu a táhni“ a podobně, v podstatě bez odezvy samotné hry. Toto lze změnit.
Navrhuji projektovat projektorem do herní scény grafické prvky. Může se jednat o zvýraz-
nění jednotlivých herních předmětů, jednotlivých částí herního plánku. Lze takto zvýraznit
hráče, který má být na tahu a podobně. Nebo rovnou promítat celý herní plánek. Jakmile
znám hru a mám k dispozici informace o herních objektech, pak lze hráčům nabízet nové
možnosti a zážitky a tím v jejich očích zatraktivnit deskové hry.
Systém, který obohatí deskové hry o nové multimediální prvky musí poskytovat násle-
dující funkcionalitu. Nejprve získá informace ze senzoru, který sleduje herní scénu. V těchto
datech pak detekuje známé herní objekty a jejich pozici na herním stole a také samotný
herní plánek. Aby mohl promítat virtuální grafické prvky, musí umět detekované objekty
osvítit projektorem a taktéž zvýraznit jednotlivé části fyzického herního plánku. Herní
plánek uvažuje jak čistě virtuální, tak fyzický, případně kombinace obojího. Navr-
huji rozdělit systém na část pro zisk dat z kamery, na část zpracovávající data a část pro
kalibraci kamery a projektoru. Samotná hra pak využívá tento systém pro tvorbu nového
komunikačního rozhraní.
3.2 Interaktivní stůl
Ke hraní deskových her s rozšířenou realitou potřebuji systém, který sleduje probíhající hru
na stole a adekvátně reaguje na změnu stavu herní scény. Takovýto systém nazývám interak-
tivní stůl. Aby byl interaktivní stůl schopen sledovat hru, musí umět detekovat herní desku
umístěnou na stole a také herní předmět, který slouží jako hlavní ovládací prvek. Takovýto
prvek by měl mít větší rozměry než např. herní figurka kvůli jednodušší a přesnější detekci.
Ideální se jeví větší herní kostka (dále označovaná jako Kostka) kvůli jednoduchému tvaru
a 6 stranám, které lze dále využít. Pro sledování herní scény je nejlepší volbou hloubková
kamera Kinect.
O rozšířenou realitu navrhovaného systému se postará projektor, který bude promítat
do herního prostředí virtuální grafické prvky. Nevýhodou promítání na stůl je to, že při
manipulaci s Kostkou se uživatelovi na ruce promítá grafické prostředí, což může působit
rušivě a kazit výsledný zážitek. Interaktivní stůl proto musí umět vytvořit masku kolem













Obrázek 3.2: Herní scéna
Dalším požadavkem na systém je schopnost promítat grafické prvky na jednotlivé části
fyzického herního plánku podle bitmapy tohoto plánku uloženého v paměti počítače.
Hlavním přínosem použití hloubkové kamery a projektoru je možnost tyto dva přístroje
zkalibrovat. Díky kalibraci pak můžu přecházet z prostoru Kinectu do prostoru projektoru,
což v praxi znamená, že jakýkoliv viditelný objekt kamerou mohu osvítit projektorem. Prak-
tickým problémem je uchycení Kinectu a projektoru do prostoru nad stolem. Konstrukce
musí být nejen pevná, aby obě zařízení udržela, ale také stabilní a proto ji navrhuji zhotovit
z hliníkových profilů, které by měly dané požadavky uspokojit. Celý systém je vhodné roz-
dělit do několika samostatných částí. První část se stará pouze o komunikaci se senzorem a
získáváním dat a kalibračních údajů z něj. Druhá část pak tato data zpracovává a poskytuje
výše zmíněné informace o herní scéně. Takto zpracovaná data jsou pak určena přímo pro
použití v aplikacích.
Celý systém lze rozdělit na dva celky. Jeden je čistě hardwarový a druhý softwarový.
Hardwarová část se týká pevné konstrukce, na které jsou senzory umístěny. Softwarová část
popisuje návrh samostatných funkčních celků zpracovávající data a návrh deskové hry, která
tato data využívá.
Konstrukce stolu
Pro konstrukci, která drží Kinect a projektor jsem si vytyčil tyto hlavní požadavky:
∙ stabilita – konstrukce musí být stabilní a nesmí se při působení nepatrné vnější síly
(např. pochodování osob v těsné blízkosti) rozvibrovat, případně kymácet. Dále musí
mít pevnou podstavu, aby se při zavěšení těžkých senzorů nepřevážila
∙ pevnost – konstrukce musí být z dostatečně pevného materiálu, aby při zavěšení Ki-
nectu a projektoru nedošlo k dočasnému nebo trvalému ohnutí konstrukce
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∙ variabilita – konstrukce musí poskytovat jisté možnosti úprav. Ať už se jedná o na-
stavitelnou výšku ramene, které drží kameru či projektor, nebo o horizontální posun
přístrojů na samotném ramenu
∙ hmotnost – ačkoliv vyžaduji především pevnost a stabilitu konstrukce, tak nesmím
opomenout ani její celkovou hmotnost. U kostry se nepředpokládá, že se s ní bude
často hýbat, nicméně mělo by to být možné bez větších obtíží
Obrázek 3.3: Návrh stolu
Detekce herního plánku
Cílem není pouze detekovat herní plánek na interaktivním stole, ale i schopnost promítat
projektorem grafické prvky na různé jeho části. Tato vlastnost by se mohla využít pro pro-
mítání např. životů hráčů na herní desku, jako nápověda pro další tah atd. Použití této
vlastnosti stolu si představuji následovně. V paměti počítače mám uloženou bitmapu fy-
zické herní desky. Po položení reálného herního plánku na interaktivní stůl systém detekuje
plánek v RGB obraze a vypočte transformační matici homografie mezi bitmapou a plánkem
v barevném obraze kamery (viz 2.5). Toto však pro projekci na plánek nestačí.
K transformaci bodu do prostoru projektoru potřebuji znát kromě jeho RGB souřadnic
i jeho hloubku. Vyberu tedy bod na bitmapě, transformuji jej do prostoru RGB kamery,
zapamatuji si souřadnice v RGB obrazu a s těmito souřadnicemi vyčtu hloubku z hloubkové
mapy. Tím dostávám k 2D souřadnicím v barevném obrazu i hloubku a jsem schopen
transformovat tento bod do prostoru projektoru.
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Maskování rušivých předmětů
Navrhuji, aby hledání rušivých objektů a jejich následné maskování probíhalo následovně.
Nejprve se určí rozsah vzdáleností od Kinectu takový, ve kterém se bude počítat maska.
V tomto rozmezí se pak nacházejí rušivé předměty. Body těchto rušivých objektů se trans-
formují do prostoru projektoru a vykreslí se jako bílé tečky do černého obrazu. Nad tímto
obrazem se provede morfologická operace dilatace (viz 2.5). Tato operace by měla co nej-
více zaplnit mezery mezi promítnutými body a docílit tak spojování menších shluků bodů
do větších. Kolem těchto skupin bodů se dále vytvoří obálka, jejíž vrcholy jsou výstupem
vytváření masky a jasně definují oblast, ve které se rušivý objekt (objekty) nachází.
Hledání Kostky v mračnu bodů
Na vstupu systému bude point cloud, ve kterém chci nalézt Kostku. Navrhuji, aby systém
detekoval Kostku pouze tehdy, pokud bude položena na stole nebo na herním plánku.
Tímto omezením se omezuje i prostor, ve kterém herní předmět hledat. Z této části mračna
pak chci získat jednotlivé shluky bodů, které jsou umístěny nad stolem a které by mohly
představovat herní Kostku.
Metoda tedy nejprve nalezne největší rovinu v point cloudu, která představuje rovinu
stolu a odstraní ji. V dalším kroku ve zbylých bodech identifikuje shluky, které představují
objekty nad stolem. Tyto skupiny bodů pak metoda porovná s dříve vytvořeným shlukem
Kostky a podle skóre určí, který ze shluků bude s největší pravděpodobností právě Kostka.
3.3 Aplikace pro kalibraci Kinectu a projektoru
Návrh postupu kalibrace Kinectu a projektoru čerpá z článku RoomAlive: Magical Experi-
ences Enabled by Scalable, Adaptive Projector-Camera Units [9]. Postup uvedený ve článku
probíhá následovně. Nejprve je do prostoru promítnut projektorem vzor Grayova kódu. Ki-
nect tento vzor detekuje a nalezne význačné body. Tyto body jsou zachyceny jak v barevné,
tak v hloubkové mapě a uloženy. Taktéž jsou uloženy body v prostoru projektoru. Po sesbí-
rání těchto vzájemných korespondencí jsou vypočteny vnitřní a vnější parametry systému
Kinectu a projektoru.
Článek zmiňuje právě funkci OpenCV calibrateCamera(), která je popsána v kapitole
2.3, jako funkci, která dané vnitřní a vnější parametry vypočte. Rozdíl v použití je však
ten, že object_points jsou nyní „opravdové“ 3D body, tedy nemají souřadnici 𝑧 nulovou jak
tomu bylo při kalibraci kamery. Místo toho se vytvoří 3D body z údajů hloubkové a RGB
kamery (viz níže).
Kalibrační aplikace je opět součástí systému popsaného v 3.1. Výstupem této aplikace
bude soubor se všemi potřebnými údaji pro transformaci bodů z point cloudu do prostoru
projektoru.
Aplikace bude pracovat následovně. Bude promítat šachovnici projektorem a body
šachovnice bude hledat v obrazu kamery Kinectu. Promítaná šachovnice v souřadném pro-
storu projektoru nám bude vytvářet množinu 2D bodů. Kinect bude detekovat 3D pozici
těchto bodů promítané šachovnice. Abychom získali množinu bodů šachovnice ležících na
různých rovinách v prostoru, je nutné promítat vzor na nějakou plochu (se kterou lze jed-
noduše manipulovat v prostoru), v našem případě na kus bílého papíru, který je podlepen
lepenkou.
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Systém, který se bude starat o vykreslování šachovnice projektorem bude jednoduchá
grafická aplikace. Při spuštění se otevře okno v rozlišení, které odpovídá rozlišení projektoru.
Toto okno bude pokrývat celou plochu projektovaného obrazu a bude vyplněno bílou barvou.
Na této bílé ploše bude vykreslena šachovnice, se kterou bude možno pohybovat a u které
bude možné měnit její velikost. Bílá barva je zvolena pro lepší detekci šachovnice např. při
promítání na dřevěný stůl.
Cílem aplikace je získat dvě množiny bodů, tyto body pak dát spolu s dalšími parametry
jako vstup kalibrační funkce a uložit výsledky. Aplikace získává a ukládá každý nový pár
korespondujících bodů na základě stisku klávesy uživatelem. Uživatel musí být nějakým
způsobem informován o tom, že se podařilo nalézt odpovídající si dvojice bodů. Může se
totiž stát, že kamera šachovnici nerozpozná anebo že se šachovnice nevleze celá do záběru
a pak by nekorespondoval počet bodů v jedné a druhé množině. Navrhuji, aby zpětná
vazba informující uživatele o úspěšném uložení korespondujícího páru bodů byla realizována
pomocí krátkého probliknutí projektoru.
Získání 3D bodů pomocí Kinectu se provádí následovně. V RGB kameře Kinectu nalez-
neme šachovnici, resp. body šachovnice. Máme tedy několik bodů šachovnice
𝐵𝑅𝐺𝐵(𝑐𝑎𝑚𝑥, 𝑐𝑎𝑚𝑦) v RGB obrazu kamery Kinectu, kde 𝑐𝑎𝑚𝑥 a 𝑐𝑎𝑚𝑦 jsou souřadnice bodů
v ose 𝑥 a 𝑦. V hloubkových datech na souřadnicích 𝑐𝑎𝑚𝑥 a 𝑐𝑎𝑚𝑦 vyčteme hodnotu hloubky
𝑑𝑒𝑝𝑡ℎ𝑧 a vytvoříme si nový bod 𝐵𝑅𝐺𝐵𝐷(𝑐𝑎𝑚𝑥, 𝑐𝑎𝑚𝑦, 𝑑𝑒𝑝𝑡ℎ𝑧). Nyní tento bod převedeme
do souřadného systému kamery, abychom tento bod mohli použít jako vstup do kalibrační
funkce. Pro převod bodu z průmětny Kinectu (podle modelu dírkové kamery) s hloubkou












Takto vypočtené 3D body tvoří zároveň s 2D body v prostoru projektoru vstup výše
uvedené kalibrační funkce.
Vzhledem k tomu, že stejným způsobem lze zkalibrovat jakákoliv hloubková kamera
s projektorem, navrhuji, aby aplikace umožňovala využít i jiný senzor než samotný Kinect
a stala se tak obecně použitelnou.
Aplikace pro ověření přesnosti kalibrace
Kromě samotné kalibrační aplikace navrhuji vytvořit další aplikaci, která by demonstrovala
přesnost zkalibrovaného systému. Při kalibraci pomocí funkce OpenCV dostáváme hodnotu
kvadratického průměru, což je průměrná odchylka bodů (rozdíl pixelů) při projektování z 3D
pozice do 2D pozice samotnou kalibrační funkcí. Tato hodnota však může být pro uživatele
nicneříkající. Aplikace by měla co nejsrozumitelněji zobrazovat tuto odchylku uživateli, aby
měl jasnou představu o tom, jak moc jsou daná kalibrační data přesná a zda je nutné
kalibrační proces zopakovat či nikoliv.
Navrhuji, aby aplikace hledala již známý a používaný vzor, šachovnici, a promítala na
hledané rohy kolečka projektorem. Rozdíl mezi polohou rohu a promítaného kolečka jasně
a srozumitelně ukazuje danou kalibrační chybu. Uživatel si jednoduše vytiskne papírovou
šachovnici, přistoupí k interaktivnímu stolu, do prostoru, který monitoruje Kinect a který je
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v záběru projektoru. Aplikace zareaguje tak, že Kinectem nalezené body šachovnice osvítí
projektorem. Uživatel, který bude danou šachovnici držet tak uvidí, jak moc se liší pozice
bodů projektovaná projektorem od pozice na vytištěné šachovnici. Může si tímto způsobem
rovněž ověřit jaká je přesnost systému v různých vzdálenostech od kamery.
3.4 Výuková desková hra
Deskovou hru na interaktivním stole navrhuji cílit jako vlastní výukovou deskovou hru.
Toto zaměření je výhodné v tom, že ponechává volnost při návrhu pravidel hry a tím lze
aplikaci vytvářet tak, aby co nejvíce ukazovala výhodu hraní her právě na interaktivním
stole. Desková hra bude zaměřena na znalosti týkající se České republiky, konkrétně se
zaměří na dvě největší města, Brno a Prahu a dále na pohoří republiky. Jak bylo naznačeno
v úvodu práce, interaktivní stůl se snaží přidat multimediální prvky do deskových her.
Navrhuji tedy, aby pro obě města byla dostupná informační tabule s obrázky a krátkými
informacemi o městu. Dalším multimediálním obsahem pak budou krátká videa, obsahově
zaměřená na nejkrásnější a nejzajímavější místa vybraných měst. Tyto multimediální prvky
by mohly hráče Brnem či Prahou provést (ve videu) a zároveň ho něco naučit (informační
tabule). Nyní se věnujme návrhu fyzické části deskové hry.
Pro hraní takové hry potřebuji herní plánek. Ten v rámci navrhované hry bude dvojího
typu. Buď bude čistě virtuální (promítaný) anebo fyzický. Nejprve se zaměřím na plánek
využívající principu SAR (viz 2.2). Ten bude mít podobu mapy ČR s vyznačenými ikonami
měst Prahy a Brna. Právě pomocí těchto ikon bude hráč identifikovat města, která nabízí
nějaký obsah a bude si moct tento obsah zobrazit. Druhým možným herním plánkem je
fyzický herní plánek. Ten bude opět obsahovat mapu České republiky, ale bez vyznačení
některých pohořích. Právě tato pohoří bude muset hráč správně identifikovat při hraní
kvízu.
Kvíz je část deskové hry, ve které se kombinují prvky SAR a fyzické herní mapy. Pro-
bíhá následovně. Hráč umístí na stůl fyzickou herní mapu. Do prázdného prostoru kolem
fyzického plánku se vypíše název pohoří, které má uživatel určit. Pokud toto pohoří určí
správně, pak se přehraje oslavná melodie a vypíše se text „Správně!“. V opačném případě
se přehraje smutná melodie, vypíše se text „Špatně!“ a na fyzickou mapu se projektorem
promítne zelený kruh na místo, kde se nalézá hledané pohoří. Po správné či špatné volbě
se vybere nové pohoří a takto se proces opakuje.
Kromě herního plánku obsahuje hra i herní předměty. V naší hře je tento předmět
jediný a to Kostka zmíněná v 3.2. Ta funguje jako prvek hmatatelného uživatelského roz-
hraní (viz 2.2) a pomocí ní se celá hra ovládá. Pokud chce hráč pustit multimediální obsah
o zvoleném městě, pak jednoduše přesune Kostku na ikonu daného města. Pokud hráč hraje
kvíz, pak vybírá pohoří právě tím, že na fyzickou herní mapu položí opět Kostku.
Pro potřeby hry potřebuji rozlišit několik akcí. Jak bylo zmíněno v kapitole 2.2, uživatel
musí mít jasno v tom, co v každém okamžiku dělá. Po přiložení Kostky na ikonu města
nyní není jasné, zda se má spustit video nebo tabule. Navrhuji tedy, aby byla Kostka
oblepena ikonami, které jasně značí, která akce se má provést. Ikony budou celkem 4. Ikony
budou vyjadřovat následující akce: spustit video, přejít na informační tabuli, spustit kvíz a
návrat na úvodní obrazovku. Volbu pro označení pohoří a výběr akce na ikonce města bude
doprovázet vizuální zpětná vazba ve formě „časovače“, který se bude postupně načítat.
Navrhuji, aby vnitřní logika hry byla implementovaná pomocí následujících stavů:
∙ s_init - úvodní obrazovka s virtuálním plánkem
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∙ s_brno_hist a s_prague_hist - údaje o historii, faktech a zajímavostech města (in-
formační tabule)
∙ s_brno_movie a s_prague_movie - spuštění videa o konkrétním městě
∙ s_quiz - vstup do kvízu
∙ s_map_search - hledání fyzické mapy na stole
∙ s_asked - kvízová otázka byla položena
∙ s_answered - kvízová otázka byla správně zodpovězena
∙ s_not_answered - kvízová otázka nebyla správně zodpovězena
Přechody mezi stavy se budou dít na základě polohy Kostky v prostoru, polohy Kostky

































s_init s_brno_hist s_brno_movie s_prague_hist s_prague_movie s_quiz s_init
Tabulka 3.1: Definice přechodů ze stavu s_init (úvodní obrazovka)
Aktuální stav Kostka položená











s_init s_quiz aktuální stav














s_asked s_answered s_not_answered s_init aktuální
stav
Tabulka 3.3: Definice přechodů pro stav s_asked
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Ve stavu s_quiz se bude pouze vybírat otázka a pokud byla fyzická mapa již nalezena,
tak změní stav na s_asked. V opačném případě přejde do stavu s_map_search, ve kterém
se bude čekat na vyhledání fyzického plánku a po vyhledání přejde taktéž do stavu s_asked.
Vyhledávání plánku lze pochopitelně přerušit položením Kostky na stůl a vybráním symbolu




Tato kapitola popisuje samotnou realizací interaktivního stolu a to jak v jeho hardwarové,
tak softwarové části. V první zmiňované jde především o popis a učiněná rozhodnutí při vý-
robě konstrukce stolu. Druhá pak popisuje implementaci aplikačních částí stolu jako balíků
systému ROS. Konkrétně se jedná a kalibrační aplikaci, aplikaci pro testování přesnosti ka-
librace, uzel, který zpracovává data senzoru a nakonec pak samotnou deskovou hru. Součástí
popisu téměř každého balíku je i návrh možných vylepšení.
4.1 Konstrukce interaktivního stolu
Pro splnění požadavku na pevnost stolu popsaného v kapitole 3.2 jsem zvolil jako hlavní
prvek konstrukce hliníkové profily se šířkou 4 cm. Ty jsem spojil dohromady pomocí úhel-
níkových spojů podle návrhu na obrázku 3.3. Projektor jsem připevnil na tenkou hliníkovou
desku a tu jsem posléze upevnil na tenčí hliníkový profil o průměru 2 cm. Stejným způsobem
jsem upevnil i senzor Kinect, viz obr. 4.1.
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Obrázek 4.1: Upevnění Kinectu a projektoru na konstrukci
Pokud stojí celá konstrukce pouze na podlouhlých profilech položených na zemi, pak se
při sebemenším pohybu celá začne třást. Tento problém se stabilitou jsem částečně odstranil
použitím nožek. Hotová konstrukce nad stolem je na obr. 4.2. Z obrázku je patrné, že se
příliš nepodařilo uspokojit požadavek na hmotnost/přenositelnost konstrukce a manipulace
s ní je poměrně obtížná.
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Obrázek 4.2: Interaktivní stůl
4.2 Řetězec zpracování dat













Obrázek 4.3: Řetězec zpracování dat
ROS balík iai_kinect2 [23] je převzatý a stará se o práci s Kinectem pro Xbox One.
Poskytuje několik služeb. Za prvé nabízí kalibrační nástroj pro kalibraci infračerveného
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senzoru, RGB senzoru a také jejich vzájemnou kalibraci. Kalibrací jednotlivých senzorů lze
odstranit nedostatky kamery zmíněné v kap. 2.3. Neméně důležitou částí je pak vzájemná
kalibrace infračervené a RGB kamery. Zde může totiž docházet k tomu, že RGB obraz a
hloubková mapa na sebe nejsou zarovnány jak je ilustrováno na obr. 4.4.
Obrázek 4.4: Vlevo point cloud po kalibraci hloubkové a RGB kamery. Vpravo bez kalibrace,
kde je viditelný posun hloubkových a barevných bodů
Iai_kinect2 se dále vypořádává s problémem neexistujících ovladačů pro tento senzor na
jiné platformě než Windows. Využívá ovladač fanouškovské komunity a díky němu vytváří
most mezi senzorem a ROSem. Kromě zmíněné funkčnosti poskytuje to nejdůležitější pro
tuto práci, samotná data. Ta jsou publikována na několika kanálech rozdělených podle
rozlišení. Odebírat data lze v rozlišení HD (1920x1080), QHD (960x540) a SD (512x424) a
v každém tomto rozlišení je poskytován barevný obraz, monochromatický obraz, hloubková
mapa, point cloud a informace o parametrech kamery.
Další balík itable_pkg je uzel zpracovávající data Kinectu a publikující informace po-
třebné pro hraní deskových her specifikované v kap. 3.2. Posledním balíkem na obrázku 4.3
je itable_demo, což je samotná desková hra.
4.3 Balík itable_pkg
Tento ROS balík zpracovává data z Kinectu za účelem hraní her na stole. Obsahem balíku
jsou kromě standardních ROS souborů i složky data, msg a launch. Ve složce data se na-
chází bitmapa marker.png, která znázorňuje fyzický herní plánek. Soubor box.pcd popisuje
mračno bodů Kostky. Do tohoto adresáře je důležité přidat soubor calibration_data.yaml,
který je výstupem kalibrace projektoru a Kinectu (viz 4.4).
V adresáři msg lze najít popis zpráv, které jsou publikovány jako výsledek zpracování
dat a které jsou určeny pro aplikační použití. Jsou to:
∙ mask – Zpráva popisující masku (viz níže). Obsahuje pole pro tyto masky (rušivých
objektů může být více).
∙ hull – Zpráva popisující jeden maskovaný objekt konvexní obálkou (convex hull). Jedná
se o pole jednotlivých bodů obálky.
∙ hull_point – Jeden konkrétní bod obálky. Skládá se ze dvou souřadnic 𝑥 a 𝑦.
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∙ marker_location – Zpráva nesoucí matici homografie. Dále hloubku fyzického plánku
vůči Kinectu a značku, zda je daná zpráva validní.
∙ proj_cam_data – Zpráva, která obsahuje matice potřebné pro transformaci bodu
z point cloudu do prostoru projektoru.
∙ objects – Struktura skládající se z pole objektů a informace o hloubce stolu vůči
Kinectu.
∙ object – Zpráva popisující objekt (Kostku). Nese informace o středu Kostky, její šířce
a výšce a úhlu natočení (ve stupních). Tyto informace poskytuje jak v prostoru pro-
jektoru, tak v mračnu bodů.
Složka launch obsahuje soubor itable_pkg.launch, ve kterém lze zadat vstupní para-
metry uzlu ve formě přehledného XML souboru. První z nastavitelných parametrů je údaj
topics_quality pro nastavení kvality kanálu zmíněných v kap. 4.2. Další parametry se pak
týkají samostatných funkcí, které balík nabízí.
První z těchto funkcí je lokalizace a výpočet matice homografie. Parametr
calculate_marker očekává hodnotu true nebo false podle toho, zda se má matice počí-
tat. Pokud ano, pak je platné nastavení hodnoty recal_marker_time, která určuje čas, po
jehož uplynutí se systém pokusí matici přepočítat (znovu nalézt fyzický herní plánek).
V XML souboru se dále nachází popis možností pro výpočet masky. Opět je zde volba
pro vypnutí nebo zapnutí této funkcionality. Důležitým parametrem je však mask_mode.
Ten určuje, jaký mód se má zvolit při určování intervalu vzdáleností (viz 3.2). Je zde na
výběr celkem ze 3 módů:
∙ marker + offset – Určuje interval, ve kterém se bude počítat maska od 0 (tedy od
Kinectu) po vzdálenost k hernímu plánku mínus daný offset, který je zadán jako
další parametr. Tato volba je tedy přímo závislá na nalezení herního plánku (zpráva
marker_location).
∙ static – Interval je určen uživatelem pomocí dvou parametrů min_mask_depth (od)
a max_mask_depth (do).
∙ auto – Nabízí kompromis mezi oběma výše zmíněnými přístupy. Pokud je nalezena
herní deska, pak se použije mód marker+offset, v opačném případě mód static.
Poslední sekce je zaměřena na detekci herního objektu. Nabízí všechny 3 módy jako
předchozí sekce. Navíc je zde pouze parametr max_corr_distance, který slouží jako para-
metr funkce ICP a popisuje maximální možnou odchylku korespondujících bodů.
Celý balík je implementován jako uzel systému ROS, konkrétně pak jako třída
itable_service. V hlavní funkci main() je nejprve volána metoda ros_init(), ve které jsou
zpracovávány vstupní parametry a objekt zde inicializuje kanály pro odběr a pro publiko-
vání. Před vstupem do nekonečné smyčky je zde volána metoda load_data_from_files(),
ve které se načtou potřebná data a informace o výsledku této akce se vypíše do konzole na
standardní výstup.
Implementace lokalizace herního plánku
O výpočet transformační matice se stará metod find_marker(). Na vstupu této funkce je
RGB obraz pro vyhledání plánku podle bitmapy a hloubkový obraz pro určení vzdálenosti
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herní desky od senzoru. Následující výčet funkcí používá implementaci knihovny OpenCV.
Funkce findHomography() počítá matici homografie a k tomu potřebuje dvě množiny vzá-
jemně si odpovídajících bodů. Ty jsem získal následujícím postupem.
Nejprve jsem detekoval jak ve vstupním RGB obraze tak v bitmapě klíčové body (key-
points). K tomu jsem využil implementaci algoritmu Speeded Up Robust Feature (SURF).
Dalším krokem zpracování je vytvoření vektorů rysů z nalezených bodů. K tomu jsem pou-
žil třídu SurfDescriptorExtractor. Posledním krokem je nalezení vzájemně si odpovídajících
dvojic bodů na jedné a druhé rovině. Tyto body jsou pak následně použity jako vstup pro
funkci findHomography(). Třída FlannBasedMatcher se stará právě o vyhledání vzájemně
korespondujících bodů. Ty jsou pak dále procházeny a na základě jejich atributu vzdálenosti
jsou vybrány ty nejvhodnější.
K výpočtu matice homografie jsou zapotřebí minimálně 4 body. Bohužel při takto níz-
kém počtu bodů může být výsledná transformační matice nepřesná. Proto jsem nastavil
minimální počet bodů pro výpočet homografie na 10. Výše zmíněný postup řešení je ná-
ročný na výkon a proto lze v souboru itable_pkg.launch nastavit interval, po jehož uplynutí
se bude výpočet provádět. Důvodem cyklického opakování výpočtu je ten, že při hraní může
dojít k posunu herního plánku a projekce na plánek by pak nebyla přesná. Lepším řeše-
ním by byla detekce pouze změny polohy plánku a až poté přepočítání matice homografie.
Knihovna OpenCV nabízí i implementaci jiných a rychlejších1 algoritmů pro hledání kore-
spondujících bodů (a některé z nich jsem zkoušel), nicméně uvedené metody přináší velmi
dobré výsledky (požadovaná je především přesnost).
Předzpracování point cloudu
Mračno bodů je zpracováno ve funkci pointcloud_callback(). Z celého point cloudu vyberu
dvě podmnožiny.
Obrázek 4.5: Celé mračno bodů popisující kompletní scénu
1https://www.willowgarage.com/sites/default/files/orb_final.pdf
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Jednu pro hledání rušivých objektů a druhou pro hledání Kostky. K tomu slouží filter
PassThrough implementovaný knihovnou PCL. Nejprve se mu zadá jako vstupní point
cloud celé mračno bodů metodou setInputCloud() a dále se specifikuje, ve které ose se
bude provádět extrahování bodů. Tuto osu nastavuji metodou setFilterFieldName() na
𝑧, výběr tedy provádím pouze na základě hloubky. V dalším kroku zpracování se podle
módů popsaných v kap. 4.3 nastaví právě rozsah hodnot hloubky metodou setFilterLimits()
určující dvě podmnožiny.
Obrázek 4.6: Mračno po průchodu pásmové propusti. Vlevo část pro vyhledávání Kostky
se stínem ruky. Vpravo část pro výpočet masky
Předzpracování by šlo dále rozšířit o filtraci nejen v ose 𝑧, ale také v ostatních osách. Jak
je znázorněno na obr. 3.2, projektor ve většině případů nebude osvětlovat buď celý stůl nebo
minimálně celé zorné pole Kinectu. Zjištění, jaký prostor dokáže osvítit projektor v prostoru
kamery by mohla řešit aplikace, která by nejprve promítla do všech rohů projektoru lehce
detekovatelný vzor (šachovnice, QR kód), ten by detekovala a podle něj určila intervaly
hodnot v ose 𝑥 a 𝑦, ve kterých se bude hra hrát. Zbylý prostor by se mohl odfiltrovat a tím
by se zmenšila výpočetní a paměťová náročnost.
Výpočet masky
Maska je počítána ve funkci recalculate_mask(). Nejprve se cyklicky prochází body
point cloudu a kontroluje se, zda jsou všechny validní. K tomuto slouží funkce PCL knihovny
isFinite(), která kontroluje NaN (not a number) a inf (infinity) hodnoty. Může se totiž stát,
že pokud je objekt velmi blízko senzoru, tak vyčtená hodnota z hloubkové mapy při tvorbě
point cloudu může nabývat jedné z těchto nečíselných hodnot. Hlavním důvodem je však
vytvoření struktury Point3f knihovny OpenCV pro další práci s těmito body. Nyní vytvořím
matici ve velikosti rozlišení projektoru, jejíž prvky mohou nabývat pouze hodnot v intervalu
0 až 255 a nastavím hodnoty na 0, tedy matice je vyplněna černou barvou (struktura Mat
se v OpenCV používá jak pro maticové výpočty, tak pro práci s obrázky).
Funkcí OpenCV projectPoint a za pomocí kalibračních údajů systému Kinectu a pro-
jektoru transformuji body point cloudu do matice a tyto body vyznačím bílou barvou. Nyní
mám maskovaný objekt popsaný množinou bodů v rovině. Tyto body ale není vhodné pub-
likovat vzhledem k jejich počtu (až tisíce bodů). Proto jsem se rozhodl vytvořit kolem bodů
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obálku a poté publikovat pouze body definující tento obal (několik desítek bodů). Postupuji
následovně:
1. Provedu nad body operaci dilatace. Výsledek viz obr. 4.7
Obrázek 4.7: Vlevo promítnuté body mračna do prostoru projektoru. Vpravo po dilataci
2. Vyhledám kontury funkcí findContours()
Obrázek 4.8: Vlevo vyznačené kontury. Vpravo konvexní obálka kolem rušivého předmětu
3. Pomocí kontur z minulého kroku vytvořím funkcí convexHull() obálku kolem ruky jak
lze pozorovat na obr. 4.8
4. Body popisující obálku publikuji
Mimo výše uvedený postup jsem zkoušel i následující postup:
1. Vstupní point cloud podvzorkovat (viz 4.3)
2. Abych nahradil „ztracenené“ body, použil jsem operaci dilatace s obrovským struk-
turním elementem (50x50)
3. Další postup stejný jako výše uvedený
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Tento přístup byl však výkonnostně totožný s prvním uvedeným a do výsledné implementace
se nedostal.
Detekce Kostky
Metoda pro detekci Kostky find_object_in_pointcloud() má jako argument volání ukaza-
tel na část point cloudu, ve kterém se má kostka hledat. Mračno bodů nejprve předzpracuji
filtrem implementovaným třídou VoxelGrid knihovny PCL. Cílem této filtrace je podvzor-
kovat vstupní množinu bodů a tím zrychlit práci s ní. Parametry metody setLeafSize() jsem
nastavil hodnoty 0,01 pro osy 𝑥 a 𝑦 a 0,005 pro osu 𝑧. Tím dojde k podvzorkování vstupního
point cloudu na body (voxely) o délce hrany 1 cm v ose 𝑥 a 𝑦 a 0,5 cm v ose 𝑧 a snížení
počtu bodů až o jeden řád bez ztráty informace o povrchu.
Další krok metody je detekce roviny stolu a její následné odstranění proto, abych dostal
point cloud obsahující pouze objekty nad stolem. Využil jsem třídu SACSegmentation a
nastavil její parametry na vyhledávání parametrů roviny (SACMODEL_PLANE) pomocí
metody RANSAC. Výstupem je vektor indexů bodů podvzorkovaného mračna bodů (in-
liers), které tvoří největší rovinu (předpokládám, že samotný stůl). Tyto body odstraním
pomocí objektu třídy ExtractIndices.
Nyní chci jednotlivá mračna bodů vzájemně odlišit za účelem dalšího porovnání. K tomu
využiji metodu Euclidian Cluster Extraction implementovanou knihovnou PCL. Vzhledem
k velikosti Kostky omezuji minimální velikost shluku na 100 bodů a maximální na 300. Jed-
notlivé shluky bodů nad stolem poté porovnávám metodou Iterative Closest Point (ICP)
implementovanou PCL a pomocí výsledného skóre určuji, který shluk bodů se nejvíce po-
dobá Kostce. Tyto body pak transformuji do prostoru projektoru a metodou minAreaRect()
knihovny OpenCV vytvořím kolem Kostky minimální obalující obdélník. Z něj pak určím
šířku, výšku a natočení. Tyto stejné parametry určuji i pro Kostku v point cloudu, z 3D
bodů shluků ale nejdříve vytvořím 2D body (ignoruji 𝑧 hodnotu) a až poté je předám jako
vstup výše uvedené funkci.
Nutno poznamenat, že kromě metody ICP jsem zkoušel i postup skládající se z výpočtu
klíčových bodů, určení vektorů rysů s následnou registrací korespondujících si bodů modelu
a jednotlivých shluků scény. V mém případě však tento postup nedával uspokojivé výsledky
a proto jsem nakonec využil metodu ICP. Funkci pro detekci Kostky lze dále optimalizovat.
Pokud systém již jednou nalezne rovinu stolu, pak by si mohl hloubku stolu zapamatovat a
v dalších krocích zpracování tuto rovinu již jednoduše filtrovat např. postupem zmíněným
v kapitole 4.3.
Ladění balíku
Pokud se stane, že systém nedává správné výsledky pro jednotlivé úlohy, pak jsou na za-
čátku kódu direktivy preprocesoru použitelné pro hledání chyb. Stačí tedy jednotlivé řádky
odkomentovat, balík přeložit a spustit. Odkomentování HOMO_DEBUG slouží k ladění vý-
počtu homografie. Po každém výpočtu matice homografie se zobrazí okno s obrazem RGB
kamery s vyznačeným transformovaným bodem z bitmapy právě do RGB obrazu. Pozici
tohoto bodu lze měnit v kódu.
Direktiva MASK_DEBUG podobně po každém výpočtu masky otevře okno s obsahem
kamerou pozorované scény a vykreslí v ní body masky. To stejné, akorát s vykresleným
objektem (Kostkou) se stane, pokud odkomentuji řádek s PCL2RGB_DEBUG.
Poslední volba OBJECT_DEBUG slouží opět pro ladění hledání objektu Kostky, v tomto
případě však transformuje body do prostoru projektoru. S každou novou informací o pozici
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Kostky tedy vytvoří okno v režimu na celou obrazovku a vykreslí do něj body objektu.
Takto lze jednoduše vyzkoušet přesnost kalibrace projektoru a Kinectu. O veškeré zobra-
zování se stará OpenCV, není tedy nutné použít jiné knihovny, než ty, které jsou nutné pro
spuštění samotného balíku.
4.4 Balík itable_calib
Tento balík je určen pro kalibraci hloubkové kamery a projektoru. Podobně jako balík
itable_pkg poskytuje soubor pro nastavení parametrů formou XML souboru. Obsahuje
následující možnosti:
∙ RGB_topic – zde se nastavuje název kanálu (topic), na kterém se zveřejňuje RGB
obraz kamery.
∙ depth_topic – název kanálu pro hloubková data.
∙ camerainfo_topic – kanál, na kterém jsou informace o senzoru (balík senzor_msgs
viz 2.6).
∙ projector_width a projector_height – parametry rozlišení projektoru.
∙ capture_delay – nastavení zpoždění (viz níže) v milisekundách.
V hlavní funkci main() se nejprve vytvoří objekt třídy iTable_calibration, který se stará
o načítání parametrů z konfiguračního souboru a samotnou kalibraci. Dalším krokem je vy-
tvoření okna pro vykreslování a nekonečného vykreslovacího cyklu. O správu okna, uživatel-
ský vstup a obecně práci s grafikou jsem použil knihovnu Simple DirectMedia Layer2 (dále
jen SDL). Okno je vytvořeno ve stejném rozlišení jako projektor a ukazatel na data v okně
je předán objektu třídy. Ten se přihlásí k odběru kanálů specifikovaných v konfiguračním
souboru a dále čeká na uživatelský vstup.
Zpracování nových dat ze senzoru provádí metoda image_cb(). Jako vstupní argumenty
má zprávy sensor_msgs s barevným a hloubkovým obrazem a zprávu CameraInfo. Nejprve
se oba typy obrazu převedou do OpenCV typu Mat vhodném pro další zpracování. Dále se
kontroluje příznak, zda uživatel chce hledat korespondující si dvojice v obrazu Kinectu a
ve vykreslovacím okně. Pokud je tento příznak nastaven na hodnotu true, pak se provádí
následující sekvence kroků.
Nejprve chci vyhledat šachovnici v SDL okně. Hledání rohů šachovnice provádí funkce
findChessboardCorners(), která jako vstupní obraz vyžaduje strukturu Mat. Ta lze vy-
tvořit konstruktorem, kterému je třeba předat výšku a šířku okna, typ dat v okně (zde 8
bitový unsigned integer pro 4 barevné složky RGBA) a ukazatel na samotná data. Knihovna
OpenCV dále nabízí metodu pro zpřesnění detekce rohů šachovnice cornerSubPix(), kterou
jsem pro získání co největší přesnosti taktéž použil. Za použití stejných funkcí jsou pak
nalezeny rohy šachovnice v barevném obrazu Kinectu. Pokud byly rohy nalezeny jak v SDL
okně, tak v obrazu kamery, pak ke každému bodu kamery přidám jeho hloubku vyčtenou
z hloubkové mapy na stejných souřadnicích jako v prostoru kamery (využívám zde zkalib-
rovanou RGB a IR kameru). Tímto nám vzniká pár vzájemných bodů o jehož celkovém
počtu informuji uživatelem výpisem do konzole.
Kromě výpisu je zde také vizuální zpětná vazba formou krátkého začernění celého vy-
kreslovacího okna na dobu 300 ms. Tím je uživatel informován o úspěšném zaznamenání
2Simple Directmedia Layer https://www.libsdl.org/
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nového páru. Může se totiž stát, že se nepodaří vyhledat úplnou šachovnici v jednom z pro-
storů. Uživatel nastavuje příznak pro vyhledání nového páru stiskem mezerníku. Parametr
capture_delay je časová prodleva, po které se nastaví příznak po fyzickém stlačení klávesy.
Tato vlastnost je užitečná především pokud uživatel nemá při kalibraci klávesnici umístě-
nou fyzicky u sebe a po zmáčknutí mezerníku má tedy čas dojít k projektoru a nastavit
adekvátně rovinu na kterou se promítá (viz 4.4).
Nastavení příznaku pro ukončení kalibrace po nasnímání dostatečného počtu dvojic se
děje na základě stisknu klávesy ESC. Nyní se všechny body z prostoru Kinectu přepočítají
na 3D body mračna bodů podle rovnice 3.1. Parametry 𝑓𝑥, 𝑓𝑦, 𝑐𝑥 a 𝑐𝑦 jsou přečteny ze
zprávy CameraInfo. Hloubka bodu v rovnici 3.1 pojmenovaná jako 𝑑𝑒𝑝𝑡ℎ𝑧 se před výpočtem
vydělí číslem 1000. Tím dochází u hloubky k převodu z jednotek milimetrů na metry.
Takto vzniklé 3D body pak slouží spolu s odpovídajícími 2D body projektoru (SDL okna)
jako vstup kalibrační funkce OpenCV calibrateCamera(). Dalším důležitým parametrem
předávaným této funkci je odhad parametrů 𝑓𝑥, 𝑓𝑦, 𝑐𝑥 a 𝑐𝑦 ve formě vnitřních parametrů
kamery spolu s příznakem CV_CALIB_USE_INTRINSIC_GUESS. Podle dokumentace3
je nutné tento parametr zadat, pokud 𝑧 souřadnice bodů není nulová a zároveň s tímto
parametrem zadat i odhad výše zmiňovaných parametrů. Ty nastavuji následovně:
𝑓𝑥 = 𝑐𝑥 =
𝑝𝑤𝑖𝑑𝑡ℎ
2
𝑓𝑦 = 𝑐𝑦 =
𝑝ℎ𝑒𝑖𝑔ℎ𝑡
2
kde 𝑝𝑤𝑖𝑑𝑡ℎ je počet bodů projektoru na šířku a 𝑝ℎ𝑒𝑖𝑔ℎ𝑡 je počet bodů projektoru na výšku.
Výstup funkce calibrateCamera() tvoří matici vnitřních parametrů, koeficienty zkreslení,
rotační a translační vektor a tyto údaje jsou uloženy do souboru calibration_data.yaml ve
složce s balíkem itable_calib.
Ovládání aplikace je následující. Mezerníkem se nastavuje příznak pro hledání dvojic
bodů v obrazu kamery a v prostoru projektoru. Klávesa ESC ukončuje program a nastavuje
příznak pro výpočet kalibračních parametrů. Pomocí šipek se posouvá bitmapa šachovnice
ve SDL okně. Šachovnice se dá taktéž zvětšovat (klávesa „+“) a zmenšovat (klávesa „-“).
Postup kalibrace
Konkrétní postup použití kalibračního balíku itable_calib se senzorem Kinect je následu-
jící. Nejprve je nutné zkalibrovat IR a RGB kameru Kinectu využitím balíku iai_kinect2
a konkétně uzlu kinect_calibration4. Následuje spuštění jádra operačního systému ROS
příkazem roscore.
Pro získávání dat z Kinectu spustíme uzel kinect2_bridge příkazem roslaunch
kinect2_bridge kinect2_bridge.launch. Kalibrační aplikace předpokládá, že je v počítači
nastaveno zrcadlení s projektorem a rozlišení obrazovky je stejné jako rozlišení projek-
toru. Podle potřeby změníme launch soubor aplikace a spustíme ji příkazem roslaunch
itable_calib itable_calib.launch. Na celé obrazovce počítače se vykreslí okno, s bílým po-





Obrázek 4.9: Spuštěná kalibrační aplikace na monitoru PC
To stejné okno je vykreslováno projektorem díky zrcadlení. Šachovnice se nyní promítá
na stůl pod projektorem. Cílem je „nasbírat“ několik snímku šachovnice v prostoru. Pro
tento účel je nejlepší nějaký rovinný předmět, na který by se šachovnice promítala (karton,
deska, atd.). Ten vložíme mezi projektor a stůl a zmáčkneme mezerník. Pokud obrazovka
černě problikne, pak máme odpovídající dvojici zaznamenanou, v opačném případě je v kon-
zoli informace, ve kterém prostoru se nepodařilo šachovnici nalézt.
Svou roli hrají i světelné podmínky v místnosti. Pokud na stůl kromě projektoru svítí
silné slunce, pak je obraz kamery přesvícený a detekce končí neúspěšně. Šachovnici je vhodné
před začátkem snímání zvětšit. Z vlastní zkušenosti je nejdůležitější detekovat body v ro-
zích projektoru a k velmi dobrým výsledkům postačí 6 úspěšných snímků. Vhodné pozice
šachovnice jsou zobrazeny na následujícím obrázku.
41
Obrázek 4.10: Doporučené pozice pro kalibraci systému
Po ukončení kalibrace je do konzole vypsán údaj „Calibration error“. Ten by měl být
menší než 1 pro dobré výsledky. Pokud je toto číslo větší než 1, pak je nejlepší kalibrační
proces opakovat. Důvodů pro vysokou chybu kalibrace je více. Může být nastaven chybně
launch soubor (např. špatné rozlišení projektoru), při kalibraci může být rovina, na kterou
se promítá, až příliš nakloněna nebo projektor může být nedostatečné zaostřený.
4.5 Balík itable_chessfinder
Tato aplikace vznikla jako jednoduché a názorné ověření přesnosti kalibračního procesu.
Funkcionalita uzlu je popsána třídou iTable_chessfinder. Zpracování nových dat má na
starost metoda image_cb(). Zpracování zpráv sensor_msgs je zde stejné jako v balíku
itable_calib. V RGB obrazu kamery se hledá šachovnice a pokud je nalezena, pak se stej-
ným postupem jako u kalibrační aplikace vytvoří 3D bod point cloudu. Ten je nakonec
promítnut do prostoru projektoru OpenCV funkcí projectPoints(), ve které využívám vý-
stupu kalibrační aplikace.
Dále vytvořím strukturu Mat vyplněnou černou barvou s velikostí rovnající se rozlišení
projektoru a pomocí funkce drawChessboardCorners() do ní vyznačím rohy šachovnice.
Tento obraz pak vykreslím přes celou obrazovku funkcí imshow().
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Obrázek 4.11: Aplikace itable_chessfinder po kalibraci systému s chybou kalibrace menší
než 1
Aplikace detekuje v barevném obrazu kamery fyzickou šachovnici s rozměry 8x5 a pro-
mítá do nalezených rohů bílé kruhy jak demonstruje obr. 4.11. Aplikace nemá žádný kon-
figurační soubor a cesta k souboru calibration_data.yaml, rozměry šachovnice a rozlišení
projektoru jsou napsány v kódu. Pro obecné využití tedy vyžaduje malé úpravy. Běh apli-
kace se ukončuje stiskem klávesy ESC nebo písmena q.
4.6 Desková hra
Samotnou deskovou hru jsem realizoval jako další z uzlů ROS systému, konkrétně jako ba-
lík itable_demo a funkcionalita je implementována stejnojmennou třídou. Jako prostředek
pro práci s grafikou, okny a multimédii jsem zvolil knihovnu Simple and Fast Multimedia
Library5 (SFML). SFML nabízí oproti SDL (použita pro kalibraci a itable_chessfinder)
funkce pro jednodušší vykreslení herní masky, pro práci s kolizemi, pro přehrávání zvuků a
především pro přehrávání videa (použitím externí knihovny sfeMovie6).
Jádrem každé hry je herní smyčka, tedy nekonečný cyklus posloupnosti několika kroků.
Ten se v této deskové hře skládá z těchto kroků:
1. Zpracování událostí – konkrétně stisku klávesy
5http://www.sfml-dev.org/
6sfeMovie - A movie player for SFML applications http://sfemovie.yalir.org/latest/
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2. Vyčištění okna – překreslení obsahu okna černou barvou
3. Vykreslování a zpracování vstupů podle aktuálního herního stavu
4. Vykreslení obrysu Kostky
5. Vykreslení herní masky, která překrývá veškerý obsah
6. Samotné vykreslení obsahu do prostoru okna
Informace o herní scéně publikované uzlem itable_pkg chodí nezávisle na smyčce. Ne-
výhodou takového cyklu může být vysoká zátěž procesoru. SFML proto nabízí možnost
omezení počtu vykreslení za sekundu voláním funkce setFramerateLimit(). Ta je volána
hned po vytvoření okna metodou create_window().
Veškerý obsah nutný pro hraní hry (videa, obrázky, font) je načten voláním load_data().
Pokud se nepodaří některý ze souborů načíst, pak je do konzole vypsáno chybové hlášení.
Výchozí stav, ve kterém se hra nachází je s_init (viz obr. 4.12). V tomto stavu hra čeká
na přechod do jiného stavu podle tabulky 3.1.
Obrázek 4.12: Úvodní obrazovka hry. Vpravo běžící aplikace na PC, vlevo zrcadlení obra-
zovky na projektor
Kolem Kostky se vykresluje obrys. Důvodů pro toto rozhodnutí je několik. Prvním z nich
je jednoduše spojení hmatatelné a nehmatatelné složky zmíněné v kapitole 2.2. Fyzický
objekt je tímto jasně viditelný na herní ploše a osvícením se z něj stává právoplatný účastník
hry. Další důvod je praktický. V prvních verzích byl obrys Kostky vyplněn černou barvou
(nepromítalo se na něj). Takto byl objekt sice zvýrazněn, nicméně při horších světelných
podmínkách nebylo možné detekovat ikonku. Opačným extrémem bylo v rámci testování
použití bílé barvy. Zde zase vznikal problém s přesvícením plochy Kostky, což vedle ke
stejnému výsledku. Kompromisem a finálním návrhem je světle šedá barva s částečnou
průhledností.
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Obrázek 4.13: Informační tabule Prahy a Brna. Snímek obrazovky aplikace
Na obrázku 4.13 jsou informační tabule pro obě města. Pokud by na stole byla položena
Kostka nebo nějaký rušivý předmět, bude přes tabule vykreslen obrys nebo maska (viz
4.14).
Obrázek 4.14: Vlevo úvodní obrazovka s vykreslenou maskou (maskuje ruce). Vpravo spuš-
těné video o městě s Kostkou
Poslední popisovanou součástí je kvíz. K jeho hraní je potřeba fyzická mapa České
republiky. Oba herní předměty jsou na obrázku 4.15.
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Obrázek 4.15: Herní Kostka a herní plánek
Jedna kvízová otázka je popsána strukturou question. Ta obsahuje polohu daného pohoří
v bitmapě počítače a název pohoří. Tyto struktury jsou vytvořeny v konstruktoru třídy
a uloženy do kontejneru vector. Z tohoto vectoru je vždy náhodně vybrán jeden prvek
pomocí indexu. Ten je vyňat a uložen do jiného vectoru. Po vyčerpání otázek se obsahy
vectorů prohodí. Při přechodu do stavu s_quiz se vždy nejprve vyhledává fyzická mapa.
To probíhá začerněním celé obrazovky a vypsáním informačního textu pro hráče. Situaci
ilustruje následující obrázek.
Obrázek 4.16: Vlevo informace pro uživatele, aby na stůl položil herní plánek. Vpravo
nalezený plánek a položená otázka
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Jakmile je plánek jednou detekován, tak se detekuje až při dalším vstupu do kvízu. Tedy
pokud se plánek pohne během kvízu, pak se jeho pozice nepřepočítá (lze jej ale zpět dorovnat
ručně). To se může jevit jako nevýhoda, ale díky tomuto přístupu mohu kolem fyzického
plánku vykreslovat projektorem virtuální prostředí. Pokud jsem přepočítával pozici herního
plánku kontinuálně, pak sice šlo s plánkem hýbat ve všech směrech, ale na druhou stranu
docházelo k nepřesnému určení jeho pozice. To bylo způsobené tím, že promítané prostředí
vnášelo do detekce chybu. Testoval jsem i variantu bez promítaného prostředí při hraní
kvízu, nicméně hra pak vypadá nevábně.
Položená otázka je na obrázku 4.16. Vždy se vypíše název pohoří, na kterou má hráč
položit Kostku a hra čeká dokud tak neučiní. Po položení Kostky na správnou pozici se ozve
oslavný zvuk a obrázek pozadí zůstává. Pokud je herní objekt na nesprávné pozici, pak se
přehraje smutný zvuk a obrázek kolem plánku zmizí. Na herní plánek se však promítne
projektorem kruh, který značí správnou polohu pohoří (viz 4.17).
Obrázek 4.17: Vlevo správné určení Krušných hor. Vpravo špatné určení Jeseníků Kostkou
a správné určení projektorem
Podle návrhu v kapitole 3.4 jsem implementoval „časovač“, který se postupně načítá a
tím uživateli dává zpětnou vazbu o probíhající akci. Tento časovač se spouští při položení
Kostky na ikony měst pokud je na stěně ikona pro video nebo informační tabuli a také při
výběru polohy při hraní kvízu. Časovač se skládá celkem ze 4 malých čtverečků, které se
postupně zobrazují (viz 4.18). Celkový čas od prvního po poslední zobrazený je 1,6 s.
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Obrázek 4.18: Časovač pro potvrzování volby. Vlevo nejprve jeden červený čtvereček, vpravo
pak kompletní sada 4 čtverečků
Prvním problém, který se objevil, souvisel s detekcí ikonek na Kostce. Tu měl původně
provádět balík itable_pkg a publikovat ji společně s dalšími informacemi o Kostce. Podle
návrhu v 3.2 měla být Kostka oblepena obrázky značící informační tabuli, video, kvíz a ná-
vrat na hlavní obrazovku. Problém však nastal právě v detekci a rozpoznání ikon. Knihovna
OpenCV sice nabízí funkci matchTemplate(), která hledá jistý vzor ve vstupním obraze,
nicméně detekce selhává s měnící se vzdáleností od kamery (zmenšování a zvětšováni vzoru)
a s rotací Kostky (rotace vzoru o libovolný úhel). Dalším možným přístupem je zvolit po-
dobný postup jako v kap. 4.3 s detekcí klíčových bodů atd. Tento přístup však taktéž
selhává, protože velikost ikonky ve vstupním obrazu je minimální a při testování metoda
neposkytovala správné výsledky. Problém jsem vyřešil nahrazením ikonek AR kódy. Jejich
detekci zajišťuje balík ar_track_alvar7. Součástí balíku jsou předem připravené AR kódy,
které jsem vytiskl a polepil jimi herní Kostku. Nevýhoda tohoto řešení je ta, že ikonky ve
formě obrázků byly samo popisné, tedy jasně vyjadřovali danou akci. AR kód je pro uži-
vatele nečitelný. Tento nedostatek jsem se snažil eliminovat tím, že okolí kódu jsem jemně
vykreslil barevnou pastelkou.
Další komplikace nastávají s detekcí Kostky. Algoritmus ICP v některých případech
vypočte nejlepší skóre pro objekt, který není herní objekt, i když je Kostka položena na
stole. Toto se stávalo např. ve scéně, která je na obr. 4.2. Zde se stávalo, že na prsou robota
vznikla v mračnu bodů rovina podobná rovině povrchu Kostky. To působilo nepříjemné
problikávání projektoru při projekci na povrch herního objektu. Díky znalosti hloubky stolu
a Kostky při zpracovávání nových zpráv popisující herní objekt ignoruji nová data, pokud
je rozdíl hloubek příliš velký (větší než výška Kostky, tedy 7 cm). Jinými slovy aplikace
akceptuje informace o herní objektu pouze pokud leží na stole. Kromě výše popsaných
komplikací se může stát, že objekt nebude nalezen vůbec, i když se ve scéně nachází. Jako
řešení jsem navrhl použít časovač, který bude považovat poslední známou pozici objektu
za validní, i když ve zprávách balíku itable_pkg bude informace o tom, že Kostku nelze
nalézt. Tento časovač jsem nastavil v souvislosti s výkonem použitého počítače na 2 desetiny
sekundy. Pokud zpráva obsahuje validní informace o objektu, pak se časovač resetuje.
Podobný problém s nestabilní detekcí nastal i u balíku pro detekci AR kódů. Ze zkuše-
ností s práci se systémem jsem zjistil, že vytisknuté AR kódy musí být za prvé umístěny
do středu plochy Kostky a za druhé, že projektor dokáže přímým svícením na plochu kód
7https://github.com/sniekum/ar_track_alvar
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přesvítit a znemožnit tak jeho detekci. Kvůli tomuto kolem Kostky vykresluji obdélník vy-
plněný světle šedou a částečně průhlednou barvou, který pomáhá detekci ikonky a zároveň
zvýrazňuje Kostku na herním plánku. Výpadky detekce nezpůsobené přesvětlením nebo
naopak nedostatečným osvětlením řeším stejně jako u výpadků Kostky, tedy časovačem.
V implementaci pak validitu zjišťuji pomocí funkcí icon_valid() (pro kód) a object_valid()
(pro Kostku), které vracejí hodnotu true, pokud v časovači neuběhl časový limit platnosti
(pro ikonu 0,4 s). Takto nízké limity platnosti jsou nastaveny kvůli dalšímu nepříjemnému
chování systému. To se projevovalo tím, že pokud jsem vzal Kostku do ruky (nebyla tedy
položena na stole) a otáčel s ní (hledal jsem určitou ikonu) pak se načtený identifikátor
změnil a tím došlo k přesunutí do jiného stavu hry i když Kostka nebyla položena na stole




Tato kapitola se věnuje návrhu, popisu experimentu, analýzy výsledků a vyvození závěrů
uživatelského testování.
Cílem této práce bylo využít principů hmatatelného uživatelského rozhraní a prosto-
rové rozšířené reality pro hraní deskových her. Oba tyto přístupy jsou využity v ukázkové
aplikaci, výukové hře, ve které se s nimi uživatelé seznámí.
5.1 Testování uživatelského rozhraní
Důležitou součástí návrhu uživatelského rozhraní je testování rozhraní uživateli. To typicky
zahrnuje měření (chybovosti, času atd.) uživatele při vykonávání nějaké úlohy. Cílem je
získat informace o tom, jak systém splnil očekávání ve smyslu použitelnosti, jednoduchosti
atd. (více v kapitole 2.2). Testování se obvykle skládá z více částí. Kromě samotného plnění
úlohy se může jednat o pozorování uživatele, rozhovoru s uživatelem nebo o vyplnění dotaz-




3. Volba metody pro vyhodnocení otázek
4. Vytvoření praktické úlohy
5. Neopomenout etické zásady jako např. zpracování osobních dat
6. Sesbírání dat, analýza a prezentace výsledků
Likertovo škálování je metoda pro měření postojů a názorů respondentů. Jsou před-
ložena tvrzení, která respondent hodnotí na škále od naprostého souhlasu až k naprostému
nesouhlasu [18]. Likertova škála, pojmenovaná podle Rinsese Likerta a vytvořena v roce
1932, je jednou z nejpoužívanějších a nejspolehlivějších technik měření postojů v dotazní-
cích [6].
5.2 Návrh testování
Pro testování jsem se rozhodl použít model DECIDE popsaný v předchozí kapitole 5.1. Cíle
výzkumu jsem si stanovil následující:
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1. Reakce uživatelů na hmatatelné uživatelské rozhraní, konkrétně na ovládání hry Kost-
kou.
2. Zajímá mě, jak vnímají vykreslovanou masku.
3. Uživatelské zkušenosti a dojmy ze samotné hry. Konkrétně jde především o kombinaci
fyzických a virtuálních prvků a důležitosti odezvy systému jako celku.
4. Podle 2.1 jsem se rozhodl zaměřit i na prožitky lidí při hraní deskových .
U otázek týkajících se herní Kostky jsem se zaměřil především na její fyzickou stránku.
Zajímalo mě, jestli jsou její rozměry vyhovující a zda je manipulace s ní náročná nebo
únavná. Dále mě zajímalo, jak uživatelé hodnotí označení stran Kostky. Zda je barevné
vyznačení dostatečně výrazné a jestli je možné si zapamatovat, co která barva znamená.
Při hodnocení masky uživateli mě zajímal obecný pohled na tuto funkcionalitu. Jestli
je maska potřebná, pokud ano, zda je dostatečně přesná a její odezva dostatečně rychlá.
V deskové hře jsou spojeny přístupy jak z hmatatelného rozhraní, tak z rozšířené reality.
Hráče jsem se ptal na jejich zkušenost z virtuálního herního plánku ve spolupráci s Kostkou.
Dále jsem se zaměřil na otázky týkající se kvízu, kde hráč používá kromě fyzické Kostky i
fyzický herní plán. Zaměřil jsem se i na hru samotnou, kde mě zajímala rychlost odezvy,
srozumitelnost ovládání a multimediální zpětná vazba.
Poslední sada otázek se týká pocitů hráčů při hraní hry a jak hodnotí tuto zkušenost
jako celek. Konkrétní podoba otázek formuláře je v přílohách.
Jako metody hodnocení uživatelské zkušenosti používám celkem 3 přístupy. První z nich
je formulář, který každý účastník vyplní po ukončení experimentu. Dalším je praktická
úloha, kterou se snaží hráč splnit. Třetím je pak sledování hráče při výkonu úlohy a zazna-
menání jeho otázek týkajících se hry a herních mechanismů a chyb, které dělá. Otázky ve
formuláři využívají Likertova škálování (viz 5.1). Ve formuláři jsou dále dvě otevřené otázky
pro uživatelovy připomínky, podněty nebo nápady pro různá vylepšení.
Praktická úloha probíhá formou hraní hry. Hráč má za úkol vybrat si jedno ze dvou
nabízených měst a zobrazit si jeho informační tabuli. Po prohlédnutí informací se má vrátit
na hlavní obrazovku hry a pustit video o druhém městě. Po uplynutí libovolné doby se
má uživatel vrátit zpět na úvodní obrazovku. Další krok v plnění úkolu je spuštění kvízu.
Ten nejprve hledá mapu, kterou mu uživatel nachystá. Pak probíhá samotné kladení otázek
kvízem a uživatel odpovídá. Hráč má odpovědět minimálně jednou správně a minimálně
jednou špatně. Úkol končí poté, co se uživatel vrátí na úvodní obrazovku. Vzhledem k indi-
viduálnímu přístupu každého hráče k videu a informační tabuli není čas pro splnění úlohy
podstatný.
Testování nezahrnuje ukládání jakýchkoliv osobních údajů a účastníci jsou před experi-
mentem seznámeni s průběhem. Případné natáčení účastníků za účelem vytvoření demon-
stračního videa je pouze s jejich svolením.
5.3 Průběh testování
Celý test probíhá následovně:
1. Účastník je uveden do laboratoře a krátce je mu představen interaktivní stůl.
2. Uživateli je podán papír s vytištěnou šachovnicí a je spuštěn balík itable_chessfinder.
Tím si sám vyzkouší možnosti kalibrace Kinectu a projektoru.
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3. Spustí se desková hra. Hráč je seznámen s významem barevného označení Kostky a je
mu ukázáno, jak se hra ovládá pomocí tohoto předmětu. S hráčem se projdou veškeré
možnosti hry, ukáže a vysvětlí se mu, co je myšleno maskou.
4. Uživatel má nyní splnit daný úkol popsaný v kap. 5.2.
5. Hráč vyplní dotazník.
6. V případě zájmu neformální debata o řešení, využití atd.
5.4 Popis scény
Celé testování probíhalo v robotické laboratoři VUT FIT v Brně (viz obr. 5.1). Celou scénu
jsem se snažil vybudovat podobně jako na obrázku 3.2. Problém nastal s robotem, kterého
z technických důvodu nebylo možné odstranit. Uživatelé byli tedy nuceni stát vedle něj při
celém testování.
Obrázek 5.1: Rozmístění scény pro uživatelské testy
5.5 Vyhodnocení experimentů
Následující text popisuje výsledky provedených testů a diskutuje je. Testů se zúčastnilo

















Ovládání pomocí Kostky bylo příjemné
Ovládání pomocí Kostky bylo namáhavé
Označení stěn Kostky je dostatečně jasné
Rozměry a váha Kostky jsou „tak akorát“ 
Zvýraznění Kostky na interaktivním stole je
dostatečné
Mihotavý obrys kolem Kostky mě rušil
Ovládací prvek - Kostka 
rozhodně souhlasím spíše souhlasím nevím spíše nesouhlasím rozhodně nesouhlasím
Obrázek 5.2: Otázky zaměřené na ovládání reálným objektem
Využití TUI nedělalo uživatelům žádný problém. Nikdo z hráčů neměl problém s pocho-
pení principu „pro danou akci umísti Kostku na toto místo“. Výsledky však nejsou úplně
jednoznačné u označení stěn Kostky a ani u obrysu. Z pěti účastníků si význam barev (cel-
kem 4) zapamatoval jen jeden. Zbytek si buď nebyl jistý a zkoušel různé varianty anebo se
rovnou zeptal. Samotné rozpoznávání barev bylo problematické. Ve scéně bylo šero a někte-
rým hráčům splývaly barvy oranžová a červená. V poslední otázce je poměrně široký rozptyl
odpovědí. To si z následné diskuze vysvětluji tak, že někteří hráči toto při hře nevnímali a










Vykreslování masky považuji za užitečnou věc
Masky byla rušivá
Vykreslování masky bylo dostatečně rychlé
Maska byla dostatečně přesná
Maska 
rozhodně souhlasím spíše souhlasím nevím spíše nesouhlasím rozhodně nesouhlasím
Obrázek 5.3: Otázky zaměřené na masku
Maska byla hodnocena pozitivně jako užitečná a dostatečně přesná funkcionalita. Od-
povědi se dělí na dva tábory v otázce rychlosti vykreslování. To si vysvětluji na základě po-
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zorování následovně. Hráči při pokládání Kostky na určitou ikonku pouze vykonali rychle






















Virtuální herní plánek (promítaný) mě zaujal
Kombinace virtuálního herního plánku a fyzické
Kostky je zajímavá
Deskové hry jsou s multimédii zajímavější
Podobnou výukovou hru si dovedu představit
např. ve školce, škole
Kvíz s promítáním na fyzickou mapu mě zaujal
Ovládání hry je intuitivní
Vizuální odezva hry je dostatečná
Zvuková odezva hry je dostatečná
Jsem si jist(á) co v každém kroku ve hře dělám
Zpětná vazba vykreslením malých červených
čtverečků kolem Kostky byla dostatečná
Hraní deskové hry považuji za zajímavou
zkušenost
Výuková desková hra 
rozhodně souhlasím spíše souhlasím nevím spíše nesouhlasím rozhodně nesouhlasím
Obrázek 5.4: Výsledky dotazníku zaměřeného na samotnou hru
Z pohledu na dotazník je zřejmé, že se hráčům hra líbila. Umisťování Kostky na virtuální
herní plochu vnímali jako dostatečně intuitivní a jasné. Zpětná reakce na pohyb Kostky po
ploše vykreslováním čtverečků byl taktéž hodnocena pozitivně. Hráčům se líbila kombinace
virtuálních a fyzických prvků a to především v kvízu. Z mého pohledu brali hru na virtuál-
ním plánku jako zajímavou, ale co je opravdu nadchlo byl kvíz. U této části hry docházelo









Hraní deskové hry považuji za zajímavou
zkušenost
Rád bych si zahrál(a) i jiné hry
Při hře jsem se cítil frustrovaný
Při hře jsem se cítil uvolněně
Byla to pro mě nová zkušenost
Uživatelská zkušenost 
rozhodně souhlasím spíše souhlasím nevím spíše nesouhlasím rozhodně nesouhlasím
Obrázek 5.5: Výsledky dotazníku zaměřeného na uživatelskou zkušenost
V poslední části dotazníku jsem se snažil zaměřit na pocity hráčů při hraní. Na grafu 5.5
lze pozorovat, že hraní hry bylo příjemné a pro většinu to byla nová a pozitivní zkušenost.
5.6 Zhodnocení
Z výstupu testů a samotného pozorování lze vyvodit několik věcí. Uživatelské rozhraní
založené na fyzickém a dobře známém objektu nedělá uživatelům žádný problém. Stejně tak
manipulace s tímto objektem na ploše. Uživatelé uvedli, že promítání rozhraní projektorem
do prostoru bylo pro ně nové a tuto rozšířenou realitu přijali pozitivně.
Z testů však vyplynulo několik námětů na zlepšení. Prvním z nich je identifikace akcí,
které lze s Kostkou provádět. Přístup této práce byl polepit objekt kódy a vlastnost značky
popsat barvou. Tento přístup se projevil jako problematický. AR kód je pro člověka neči-
telný. Jemné barevné zvýraznění je srozumitelnější, ale naráží na schopnost hráče si zapa-
matovat co která barva znamená v kontextu hry (nemluvě o použití u více typů her). Navíc
je barva při práci s projektorem ovlivněna buď přímo svitem projektoru nebo světelnými
podmínkami místnosti, které jsou přizpůsobeny právě práci s projektorem. K řešení lze
přistoupit několika způsoby. Jeden z nich byl naznačen v kapitole 4.6, kde jsem navrhoval
použití jasných „samopopisných“ obrázků. Kostku by šlo také popsat textem, takto popsaný
objekt však příliš nekoresponduje s návrhem herních předmětů v klasických a moderních
deskových hrách. Jiný přístup je vybarvit celou Kostku např. bílou barvou a akce vybírat
jiným způsobem. Například po najetí na ikonku města by se zobrazila nabídka, zda spustit
film nebo informační tabuli a hráč by umístil objekt na jednu z možností nabídky.
Zvýraznění Kostky projektorem bylo vnímáno jako dostatečné. Lze se však zamyslet
nad tím, zda by se nedalo využít ještě lépe. Hra by mohla obsahovat jakýsi tutoriál, který
by sám uživatele seznámil s ovládáním. Zde by se daly vykreslit šipky od Kostky na dané
místo na plánku atd. Lze se také zamyslet nad tím, jestli samotná přítomnost Kostky na
stole něco znamená. Tato otázka je reakce na dotaz hráče, zda může nechat Kostku na stole
po přechodu na informační tabuli. Mihotavý pohyb kolem Kostky lze jednoduše eliminovat
použitím např. Kalmanova filtru.
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Nepříjemným prvkem, který se objevoval při testování, byl nevhodný limit pro časovače
validity Kostky a kódu popsaný v kapitole 4.6. Ty se ukázaly jako příliš dlouhé. Občas
nastála následující situace. Hráč byl na úvodní obrazovce a chtěl si pustit buď video nebo
informační tabuli města. Vzal proto Kostku a rychle s ní otočil, aby našel hledanou stěnu.
V tom však systém zareagoval (vzhledem k limitu validity Kostky) a přešel do stavu kvízu.
Toto chování uživatel samozřejmě nepředpokládal. Jako nejpřímočařejší řešení se nabízí
změna limitů časovače. Použitý přístup je však stále nevýhodný v tom, že hodnoty časovačů
závisí přímo na hardwarovém výkonu stroje (jak často lze získávat informace o Kostce) a
nejsou tedy obecně použitelné. Návrhem jiného řešení by mohlo být využití dalších informací
balíku ar_track_alvar. Ten kromě identifikace AR kódu publikuje i informace o jeho poloze.
Teoreticky by tak šlo spojit údaje o poloze Kostky publikované balíkem itable_pkg s údaji




Cílem práce bylo vyvinout systém, který oživuje hraní deskových her. Ten nahlíží na herní
scénu, analyzuje ji a poskytuje uživateli zpětnou vazbu na základě jeho akcí. K tomu využívá
několik existujících principů. Jedním z nich je tangible user interface, tedy uživatelské roz-
hraní, které používá jako ovládací prvky reálné předměty. V této práci to byla herní Kostka,
kterou se celý systém ovládal. Dalším použitým principem bylo využití spatial augmented
reality, tedy promítání grafických prvků do prostoru projektorem. Pro sledování herní scény
jsem navrhl a zkonstruoval stojan z hliníkových profilů, který drží dva přístroje, projektor
a hloubkovou kameru Kinect. Projektor poskytuje systému vizuální zpětnou vazbu. Kinect
pak sleduje herní scénu a detekuje v ní herní objekty, herní plánek a rušivé elementy. Pro-
jektor s Kinectem jsem dále zkalibroval a dohromady tento celek slouží jako nový přístroj,
který je schopen osvítit jakýkoliv prvek viditelný kamerou. Celý popsaný systém jsem pak
nazval interaktivní stůl. Jeho invenci v přístupu ke hraní deskových her nejlépe dokládá
vyvinutá výuková desková hra, jejíž návrh a implementace je taktéž součástí této práce.
K realizaci celkového systému bylo nejprve nutné nastudovat a uvědomit si základní
principy tvorby uživatelského rozhraní a jeho typy, které lze využít pro hraní deskových
her. Dále byly vybrány senzory, kterými lze analyzovat a zároveň promítat do herní scény.
Práce se detailně zaobírá jak tvorbou obrazu kamery popsanou pomocí modelu dírkové
kamery, tak popisem hloubkových dat a práci s nimi. Kapitola 3 popisuje požadavky na
interaktivní stůl a návrhy jednotlivých aplikací, které tvoří jeho aplikační část.
Výsledkem práce je realizovaný systém pro hraní deskových her. Na jedné straně se jedná
o hardware vrstvu, která řeší praktický problém uchycení přístrojů nad herním stolem. Dů-
ležitějším výsledkem je však několik balíků ROSu, které poskytují samotnou funkčnost
systému. Jedná se o kalibrační aplikaci pro kalibraci hloubkové kamery a projektoru spolu
s balíkem pro testování přesnosti kalibrace. Balík itable_pkg se soustředí na analyzování
herní scény a poskytuje dalším uzlům systému informace o herním objektu, herním plánku
a rušivých objektech. Výuková desková hra pak využívá veškeré funkcionality poskytované
interaktivním stolem a prezentuje uživateli nové možnosti pro hraní deskových her s pod-
porou multimédií.
Poslední část práce popisuje návrh a samotné testování hry hráči. To probíhalo formou
hraní hry a odzkoušení si všech funkcionalit. Z výsledků pozorování a dotazníků vyplynulo,
že pro hráče to byla nová a příjemná zkušenost. Uživatelé ocenili kombinaci fyzických a
virtuálních prvků a projevili chuť si zahrát i jiné hry na tomto stole.
Pokud se jedná o interaktivní stůl, pak jeho funkcionalita se dá dále zlepšovat a případně
rozšiřovat dalšími senzory. Hlavním stavebním kamenem stolu je však zkalibrovaný systém
projektoru a hloubkové kamery, který nabízí nové možnosti realizace uživatelských rozhraní
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nejen pro deskové hry.
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Na přiloženém CD se nachází:
∙ Plakát
∙ Demonstrační video
∙ Zdrojové soubory
∙ Technická zpráva
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Interaktivní stůl
1. Ovládací prvek Kostka
Označte jen jednu elipsu na každém řádku.
rozhodně
souhlasím
spíše
souhlasím nevím
spíše
nesouhlasím
rozhodně
nesouhlasím
Ovládání pomocí
Kostky bylo příjemné
Ovládání pomocí
Kostky bylo namáhavé
Označení stěn Kostky
je dostatečně jasné
Rozměry a váha Kostky
jsou "tak akorát"
Zvýraznění Kostky na
interaktivním stole je
dostatečné
Mihotavý obrys kolem
Kostky mě rušil
2. Maska
Označte jen jednu elipsu na každém řádku.
rozhodně
souhlasím
spíše
souhlasím nevím
spíše
nesouhlasím
rozhodně
nesouhlasím
Vykreslování masky
považuji za užitečnou
věc
Masky byla rušivá
Vykreslování masky
bylo dostatečně rychlé
Maska byla dostatečně
přesná
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3. Výuková desková hra
Označte jen jednu elipsu na každém řádku.
rozhodně
souhlasím
spíše
souhlasím nevím
spíše
nesouhlasím
rozhodně
nesouhlasím
Virtuální herní plánek
(promítaný) mě zaujal
Kombinace virtuálního
herního plánku a
fyzické Kostky je
zajímavá
Deskové hry jsou s
multimédii zajímavější
Podobnou výukovou hru
si dovedu představit
např. ve školce, škole
Kvíz s promítáním na
fyzickou mapu mě
zaujal
Ovládání hry je intuitivní
Vizuální odezva hry je
dostatečná
Zvuková odezva hry je
dostatečná
Jsem si jist(á) co v
každém kroku ve hře
dělám
Zpětná vazba
vykreslením malých
červených čtverečků
kolem Kostky byla
dostatečná
4. Zkušenosti
Označte jen jednu elipsu na každém řádku.
rozhodně
souhlasím
spíše
souhlasím nevím
spíše
nesouhlasím
rozhodně
nesouhlasím
Hraní deskové hry
považuji za zajímavou
zkušenost
Rád bych si zahrál(a) i
jiné hry
Při hře jsem se cítil
frustrovaný
Při hře jsem se cítil
uvolněně
Byla to pro mě nová
zkušenost
5. Dovedu si představit využití tohoto systému i mimo deskové hry (kde):
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Používá technologii
6. Jakékoliv jiné postřehy, dojmy, výtky, nápady...
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