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1. Einfu¨hrung und Motivation
1.1. Motivation
Virtual Reality bietet aufgrund von hoher Immersion und pra¨ziser Steuerung (Quelle
/Beleg) mittels handlicher Bewegungen neue Mo¨glichkeiten im Bereich der Lernsoft-
ware und Simulatoren. Simulatoren, in welchen Arbeitsabla¨ufe nachgeahmt werden,
sparen Zeit und Kosten, da keine realen Materialien und Anweiser no¨tig sind. Ar-
beitsabla¨ufe, bei denen Geschick und Pra¨zision der Ha¨nde gefragt sind, ko¨nnen je
nach Komplexita¨t im virtuellen Raum umgesetzt werden. Das Pipettieren ist ein sol-
cher Vorgang. Die Simulation des Pipettiervorgangs, sowie diese Arbeit sind Projekte
der Task Force BIOTECMI [Kru17, ]. Beim Pipettieren ist es mo¨glich, viele Fehler
zu begehen, wenn die Routine fehlt. In einem virtuellen Raum ko¨nnen wesentliche
Grundkenntnisse erlernt und eine gewisse Geschicklichkeit eingeu¨bt werden. Anhand
der Definition von Regeln, Abla¨ufen und Abha¨ngigkeiten lassen sich solche Abla¨ufe
konfigurieren. Diese Grundlage la¨sst es zu einen Softwarekern konstruieren, der fu¨r
verschiedene Simulationsszenarien geeignet ist.
1.2. Aufgabenstellung
Im Rahmen der Arbeit soll an der Hochschule Mittweida eine Virtual Reality-
Simulationssoftware entstehen, welche aus einen dynamischen Softwarekern besteht.
Dieser soll durch das dynamische Laden von modularen Bestandteilen, wie Geome-
triedaten und Verhaltensweisen, sowie den Einsatz von Konfigurationsdateien fu¨r
weitere Anwendungsfa¨lle und Szenarien erweiterbar sein. Es existieren eine Vielzahl
an Entwurfsmustern, die fu¨r die Erstellung von Software mit derart dynamischen
Prozessen geeignet sind. Fu¨r die Arbeit ist die Eingrenzung und Auswahl passen-
der Entwurfsmuster eine wichtige Aufgabe. Es gilt zu planen, wie die Objekte mit
Schnittstellen versehen werden, die eine solche Dynamik unterstu¨tzt.
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Ein Katalog von Verhaltensweisen, die als Grundlage fu¨r die agierenden Objekte
dienen, soll erstellt werden und fu¨r weitere Verhaltensweisen, sowie fu¨r Erweiterun-
gen offen sein. Objekte sollen u¨ber Konfigurationsdateien vor dem Start festgelegt
werden ko¨nnen. Ein konfigurierbarer Ablauf soll definiert und so umgesetzt werden,
dass Start-, Fehler- und Endbedingungen festlegbar sind. Startbedingungen beinhal-
ten auch die Festlegung zum Einsatz kommender Objekte.
Der konkrete Anwendungsfall fu¨r das Pipettieren soll durchdacht und mit passen-
den Verhaltensweisen umgesetzt werden. Die Implementierung erfolgt innerhalb der
Unity-Engine. Fu¨r die Umsetzung des Anwendungsfalles Pipettieren ist der Vorgang
des Pipettierens zu erarbeiten.
1.3. Ziel der Arbeit
Ziel der Arbeit soll es sein, in Kooperation mit Kerstin Knura (Hochschule Mitt-
weida) fu¨r die Hochschule Mittweida eine VR-Laborumgebung zu erstellen, in der
Pipettieru¨bungen ausgefu¨hrt werden ko¨nnen. Diese U¨bungen werden mittels der
VR-Brille HTC Vive und den dazugeho¨rigen Controllern ausgefu¨hrt. Die U¨bungs-
szenarien sollen durch Konfigurationsdateien eingerichtet werden. Ausgangsobjekte
mit ihren Abha¨ngigkeiten, Verhaltensweisen der Objekte und Fehler sowie Endbe-
dingungen sollen wa¨hlbar sein. Ein erweiterbarer Katalog an Modulen aus Geome-
triedaten und Verhaltensweisen fu¨r Objekte dient hierzu als Grundlage. Dadurch
ist die entstandene Software dynamisch fu¨r neue Simulationsfa¨lle erweiterbar. Diese
modulare und dynamische Struktur bildet damit auch die Grundlage fu¨r Szenarien,
die sich nicht mit dem Pipettieren befassen. Erweiterungen sind nicht gezwungen,
die VR-Methoden zu nutzen.
1.4. Kapitelu¨bersicht
Diese Bachelorarbeit befasst sich mit der Entwicklung einer Softwareplattform, sowie
deren Verwendung fu¨r die Anwendung des Pipettierens. Kapitel 2 befasst sich mit
den Grundlagen, welche fu¨r den Aufbau und die Funktionsweisen in Betracht gezogen
wurden. Dies umfasst auch das Thema Virtual Reality, welches eine fundamentale
Rolle spielt und die damit eng verbundenen Engines. Erla¨uterungen ausgewa¨hlter
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Praktiken der Informatik sowie eine Betrachtung des Pipettiervorgangs werden ana-
lysiert. Auf dieser Grundlage schließt sich das Kapitel 3 an. Hier wird darauf einge-
gangen, wie die Software und ihre Bestandteile Aufgebaut sind und unter welchen
Gesichtspunkten diese Entscheidungen getroffen werden. Darauf aufbauend widmet
sich das Kapitel 4 der Implementierung der Anwendung. Konkrete Vorga¨nge und
Zusammenha¨nge werden veranschaulicht und anschließend im Kapitel 5 ausgewer-
tet. Eine Zusammenfassung und Ausblick u¨ber Zuku¨nftige Anknu¨pfungspunkte und
Verbesserungen im Kapitel 6 rundet diese Arbeit ab.
3
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Im Anschluss an das einleitende Kapitel 1 folgen die Grundlagen fu¨r das Versta¨ndnis
des entworfenen Systems. Ein Einblick in die objektorientierte Programmierung und
u¨bliche Programmierpraktiken dynamischer Systeme bildet die Grundlage fu¨r die
Planung und Architektur von Softwaresystemen. Um den Anspruch der Konfigurier-
barkeit zu wahren, erfolgt eine Analyse von Datenhaltungspraktiken und Formaten.
Da die Umsetzung des Systems mittels einer Game Engine erfolgt, gilt es, solche auf
definierte Anforderungen zu untersuchen. Anschließend erfolgt die Ermittlung von
Verfahren fu¨r benutzerfreundliche Abla¨ufe, mit dem Hintergrund, das System auch
fu¨r Laien bedienbar zu gestalten. Das Grundlagenkapitel endet mit einem U¨berblick
des Pipettierablaufes, sowie mit Fehlern, die im Verlauf auftreten ko¨nnen.
2.1. Virtuelle Realita¨t
Die Umsetzung der Anwendung fu¨r das Pipettieren findet fu¨r eine Virtual Reality
Brille statt. Virtuelle Realita¨t wird ha¨ufig mit VR abgeku¨rzt. Laut Burdea [Bur03,
S. 2ff] ist virtuelle Realita¨t eine Simulation, in welcher durch Computergrafiken eine
realistisch wirkende Welt erzeugt wird. Diese erzeugte Welt ist nicht statisch und
kann durch Benutzereingaben vera¨ndert werden. Die Schlu¨sselfunktion ist hierbei
die Echtzeitinteraktion, welche eine erho¨hte Immersion herbeifu¨hrt.
Als Virtual Reality-Hardware kommt die VR Brille HTC Vive zum Einsatz. Die
HTC Vive verfu¨gt laut Herstellerangaben [VIV17, ] u¨ber eine Displayauflo¨sung von
insgesamt 2160×1200 Pixel. Das bedeutet eine Auflo¨sung von 1080×1200 Pixel
pro Auge. Das abgedeckte Sichtfeld betra¨gt 110 Grad. U¨ber HDMI- und USB-
Verbindungen findet die Kommunikation der HTC Vive mit einem Computer satt.
Zwei Tracker unterstu¨tzen die Positionserkennung der VR-Brille und der zugeho¨rigen
Controller.
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2.2. Game Engines
Eine Game Engine ist ein Programm, das bei der Entwicklung von Anwendungen
eine Hilfe bietet. Sie u¨bernimmt Prozesse in der Entwicklung einer Anwendung,
sowie in ihrer Ausfu¨hrung. Game Engine bedeutet wo¨rtlich u¨bersetzt ”Spiele Motor”
und wird auch kurz Engine genannt. Sie sind aus der Spieleentwicklung heraus
entstanden und nicht immer klar von der Software des Spieles unterscheidbar. Es
existieren Engines, die entworfen wurden, um Spiele zu entwickeln und jene, die
selbst aus Spielen heraus entstehen. Der signifikanteste Unterschied zwischen ei-
ner Game Engine und einem Spiel, das sich nicht als Game Engine kategorisieren
la¨sst, ist die A¨nder- und Erweiterbarkeit des Inhaltes. Game Engines werden im
Allgemeinen mit Focus auf spezielle Genres und Hardwareplattformen entwickelt.
Hintergrund dessen ist, dass es sehr aufwendig ist, eine Engine zu implementieren,
die auf alle Genres und Hardwareplattformen abgestimmt ist. Grund dafu¨r ist, dass
Spiele die mittels einer Game Engine entworfen werden, sehr spezielle Anspru¨che
besitzen. Fu¨r eine optimale Umsetzung eines Spieles ist es erforderlich, dass die zum
Einsatz kommende Engine auf dieses abgestimmt ist. Wenn eine Engine fu¨r mehrere
Anwendungen, welche auf unterschiedlichen Einsatzgebiete abzielen (zum Beispiel
Genre oder Hardwareplattform), entworfen wird, folgen zwangsla¨ufig Abwa¨gungen
in Design und Implementierung, da die resultierenden Anforderungen durchaus ge-
gensa¨tzlicher Natur sein ko¨nnen. [Gre14, S. 11ff.]
Jede Engine bietet unterschiedliche Funktionen und Eigenschaften an. So kann eine
Engine beispielsweise die Berechnung von physikalischen Verhaltensweisen u¨berneh-
men, ohne dass Anwender diese selber implementieren mu¨ssen. Es existiert eine
Vielzahl von unterschiedlichen Engines fu¨r verschiedenste Anwendungsfa¨lle. Game
Engines ko¨nnen fu¨r die Entwicklung von Anwendungen im dreidimensionalen Raum
hilfreich sein. Essentielle Bestandteile wie die Kommunikation mit der Grafikeinheit
eines Computers, Berechnung von physikalischen Verhaltensweisen und das Erstellen
einer ausfu¨hrbaren Datei sind große Mengen an Implementierungsaufwand, die durch
das Einbeziehen einer Game Engine wegfallen.
2.2.1. Game Engines im Vergleich
Im Abschnitt 3.1 werden die Anforderungen an die zu verwendende Game Engine
herausgearbeitet. im Vorfeld dazu findet nachfolgend der Vergleich von ausgewa¨hlten
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Features Unity Engine Unreal Engine Cry Engine
Vive Kompatibel Ja Ja Ja
Physik Simulation Ja Ja Ja
Renderingverwaltung Ja Ja Ja
Skript unterstu¨tzung C# und Javas-
cript
C++ und das vi-
suelle Skriptsys-
tem Blueprint
C++, C# und
Lua
Inhalte laden Bereitstellung
von Assetbundles
(siehe 2.2.2)
Implementierung
notwendig
Implementierung
notwendig
Tabelle 2.1.: U¨bersicht Game Engines [Cry17, Uni17, Epi17]
Game Engines statt. Bei den Engines handelt es sich um die Unity Engine, die Unreal
Engine und die Cry Engine. Tabelle 2.1 entha¨lt die laut Online Handbu¨chern der
jeweiligen Engine unterstu¨tzten Funktionen. Gesichtspunkte sind die in 3.1 heraus-
gestellten Anforderungen an die Engines.
2.2.2. Die Unity Engine
Der Abschnitt 3.2 beinhaltet die Auswertung der zur Wahl stehenden Engines. Das
Resultat der Auswertung ist, dass die Unity Engine am besten in das Aufgabenfeld
passt. Folglich kommt die Unity Engine zum Einsatz. Bei der im Rahmen dieser
Arbeit verwendeten Version handelt es sich um die Version 2017.1.
Die Unity Engine ist eine von Unity Technologies entwickelte Software, welche als
Game Engine klassifiziert werden kann. Sie ist konzipiert, um Anwendungen, vor-
rangig Spiele, zu entwickeln. [Uni17, ]
Eine Erla¨uterung u¨ber die Funktionsweise und den Aufbau findet im Folgenden statt.
Der Fokus liegt hierbei auf Funktionsweisen und Elemente, die fu¨r die Umsetzung
der in dieser Arbeit behandelten Themengebiete erforderlich sind. Die Beschreibung
des kompletten Aufbaus der Engine wu¨rde u¨ber den Rahmen dieser Arbeit deutlich
hinausgehen.
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Aufbau Jede Entwicklung innerhalb der Unity Engine findet in einem Projekt
statt. Ein Projekt ist die Sammlung aller Komponenten, die fu¨r eine zu entwickelnde
Anwendung genutzt werden [Uni17, ]. Die Unity Engine verfu¨gt u¨ber die Funktiona-
lita¨t ein Projekt zu einer lauffa¨higen Anwendung umzuwandeln. Bei dem Resultat
handelt es sich um ein Build [Uni17, ].
Assets Ein Asset stellt die Repra¨sentation eines jeden Objektes dar, welches nativ
in einem Unity-Projekt genutzt werden kann. Beispiele hierfu¨r sind 3D-Modelle,
Audiodateien oder Bilddateien. [Uni17, ]
GameObjects GameObjects sind grundlegende Objekte in der Unity Engine. Sie
repra¨sentieren Akteure, Requisiten und Landschaften. GameObjects fu¨hren selber
keine Aktionen aus, sind aber Beha¨lter fu¨r Componenets (Komponenten). [Uni17,
]
Components Components repra¨sentieren Verhaltensweisen und sind dem funktio-
nalen Teil eines jeden GameObjects verantwortlich. Beispiele fu¨r Components sind
unter anderem Renderer, Skripte, Positionen im Raum und physikalisches Verhalten.
[Uni17, ]
Skripts Skripts steuern den Ablauf einer auf der Unity Engine-basierten Anwen-
dung. Sie sind ein Bestandteil der vom Nutzer geschaffenen Funktionalita¨t. U¨ber
Skripts findet unter anderem die Regelung von Reaktionen auf Nutzereingaben
statt. Die Unity Engine unterstu¨tzt das Skripten mit den Programmiersprachen C#
und JavaScript. Eine Schnittstelle (API) ermo¨glicht die Nutzung von Funktionen,
die die Unity Engine bereitstellt und Zugriff auf Kernelemente wie beispielsweise
Components ermo¨glicht. [Uni17, ]
AssetBundles AssetBundles sind Archive, welche Assets beinhalten. Diese verfu¨-
gen u¨ber die Eigenschaft nativ zur Laufzeit der Anwendung geladen zu werden. Fu¨r
die Verwendung von AssetBundles ist es nicht erforderlich, dass diese ihren Ursprung
im selben Projekt haben. AssetBundles werden mit der Unity Engine ohne Nutzung
von dritten Programmen erzeugt. Die Unity Engine stellt eine Funktion bereit, um
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AssetBundles zu laden. Dabei wird das AssetBundle mit seinem Pfad im Dateisystem
angegeben.
MonoBehaviour MonoBehaviour ist eine Klasse, die Schnittstellen fu¨r den Ablauf
und interne Funktionen anbietet. Eine Klasse, die von MonoBehaviour erbt, hat
beispielsweise Zugriff auf die Update-Funktion. Die Engine ruft den in der Update-
Funktion geschriebenen Code in zeitlichen Intervallen auf, unter der Bedingung, dass
die Klasse instanziiert und als Component an ein GameObject geheftet ist.
2.3. Datenhaltung
Die Datenhaltung ist ein essentieller Bestandteil der zu entwickelnden Anwendung.
Dieser Abschnitt widmet sich der Datenhaltungsansa¨tze, sowie der Umsetzungs-
mo¨glichkeiten durch verschieden Formate. Konfigurierbare Ladevorga¨nge, wie sie
innerhalb dieser Arbeit entstehen sollen, verlangen eine Struktur, die es erlaubt,
Textinformationen anzugeben, um verschiedene Definitionen vorzunehmen. Beispiel
eines solchen Verfahrens innerhalb dieser Arbeit ist die Adressierung eines Asset-
Bundles (siehe 2.2.2).
Laut Ried und Rothfuss [RR03, S. 11] existieren verschiedene Strukturansa¨tze, um
mit der Datenhaltung umzugehen. Traditionelle Datenbanken beherbergen Daten-
sa¨tze, die gleich aufgebaut sind (strukturierte Daten). Als Gegenentwurf existieren
die semistrukturierten Daten, die keine oder eine hierarchische Struktur besitzen.
Das XML-Format XML (Extensible Markup Language) ist eine Auszeichnungs-
sprache, die entwickelt wurde, um strukturierte Textdokumente zu erzeugen, die
vom Menschen lesbar sind. [RR03, S. 231]
Der Inhalt einer gu¨ltigen XML-Datei ist als Dokument bezeichnet [RR03, S. 41].
Ein XML-Dokument besteht aus Elementen, deren Beginn und Ende durch Tags
(Beginn : <BeispielTag> Ende : <\BeispielTag>) gekennzeichnet wird. Ein Do-
kument besitzt ein Wurzelelement, das die oberste Ebene der Hierarchie darstellt.
Elemente innerhalb eines XML-Dokuments sind in einer Baumstruktur angeordnet.
Ein Element ist ein Knoten innerhalb dieser Baumstruktur. Inhalt eines Elements
sind entweder ein Wert oder Unterknoten (Knoten, welche diesem in der Hierarchie
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untergeordnet sind, auch Kindknoten genannt). Zu beachten ist, dass ein Element
mehrere Knoten unter sich haben kann. Diese befinden sich zwischen dem Start- und
Ende-Tags des Elternknotens (Knoten, die diesem in der Hierarchie u¨bergeordnet
sind). Ein Wert ist eine Zeichenkette. [Jos08, S. 5ff.]
Diese XML-Konventionen erlauben das Speichern von Zeichenketten in einer hier-
archisch strukturierten Form. Innerhalb dieser Baumstruktur ist es mo¨glich, Listen
anzulegen (mehrere Elemente mit dem gleichen Tag werden einem Elternknoten
zugeordnet).
2.4. Programmierparadigmen
In der Disziplin der Programmierung existieren zahlreiche Praktiken, die sich u¨ber
den Verlauf der Zeit etabliert haben. Je nach Anwendungsgebiet und Plattform ha-
ben sich zahlreiche Programmiersprachen, Konventionen und Muster herausgebildet.
Dieser Abschnitt widmet sich vorrangig der Objektorientierten Programmierung und
der in ihr gebildeten Entwurfsmuster.
2.4.1. Objekt Orientierte Programmierung
”
Die Objektorientierung heißt Objektorientierung, weil diese Methode
die in der realen Welt vorkommenden Gegensta¨nde als Objekte ansieht.“ [Oes01,
S, 37].
”
[R]eal vorkommende Gegensta¨nde werden auf wenige, in der Situation
bedeutsamen Eigenschaften reduziert.“ [Oes01, S. 38].
Objektorientierte Programmierung, oder auch kurz OOP, ist also ein Programier-
paradigma, welches der Idee zu Grunde liegt, Software so zu strukturieren, dass sie
sich am Aufbau der Realita¨t orientiert. Das fundamentale Konzept der OOP wird
im Folgenden beschrieben.
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Klassen, Objekte und Instanzen Klassen, Objekte und Instanzen sind die Grund-
bausteine der OOP. Das Verha¨ltnis dieser drei Begriffe zueinander ist fu¨r das Ver-
sta¨ndnis der OOP wichtig.
”
Eine Klasse beschreibt die Struktur und das Verhalten einer Menge
gleichartiger Objekte. Ein Objekt ist eine zur Ausfu¨hrungszeit vorhan-
dene und fu¨r ihre Instanzvariablen Speicher allokierende Instanz, die sich
entscheidend dem Protokoll ihrer Klasse verha¨lt.“ [Oes01, S. 38].
”
Eine Klasse ist die Definition der Attribute, Operationen und der Se-
mantik fu¨r eine Menge von Objekten. Alle Objekte einer Klasse entspre-
chen dieser Definition.“ [Oes01, S. 209].
Aus diesem Zusammenhang geht folgendes hervor: Eine Klasse ist eine Beschreibung,
die Variablen deklariert und eine Verhaltensweise (Funktionen) festlegt. Ein Objekt
ist etwas, das nach dem Bauplan einer Klasse angelegt (instanziiert) wird und auf
einen eigenen Speicher zugreift. Objekte haben im Gegensatz zu Klassen tatsa¨chlich
die Mo¨glichkeit, zu agieren.
Ein Objekt, das nach Bauplan einer Klasse angelegt wurde, wird auch Instanz oder
Exemplar dieser Klasse genannt.[Oes01, S. 39]
”
Ein Objekt kann die in der Klasse definierten Nachrichten empfangen,
d.h. es besitzt fu¨r jede Nachricht eine entsprechende Operation.“ [Oes01,
S. 217].
Objekte haben also die Mo¨glichkeit, mit anderen Objekten u¨ber definierte Operatio-
nen zu kommunizieren und Daten auszutauschen, beziehungsweise weiterzuleiten.
Attribute und Operationen
”
Attribute beschreiben die Struktur der Objekte: ihre Bestandteile und
die in ihnen enthaltenen Informationen bzw. Daten.“ [Oes01, S. 40]
”
Ein Attribut ist ein (Daten-) Element, das in jedem Objekt einer Klasse
gleichermaßen enthalten ist und von jedem Objekt mit einem individu-
ellen Wert repra¨sentiert wird.“ [Oes01, S. 219].
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Attribute sind also die tatsa¨chlichen Daten (Variablen), die ein Objekt ausmachen.
Die Gesamtheit der Attribute und ihrer Werte ko¨nnen auch als Zustand eines Ob-
jektes bezeichnet werden. Aus dem Vorangegangen geht hervor, dass Attribute in
ihrem Wert vera¨nderbar sind, also unterschiedliche Werte beziehungsweise Daten
annehmen ko¨nnen.
”
Operationen beschreiben das Verhalten der Objekte.“ [Oes01, S. 40]
Operationen fu¨hren Berechnungen eines Objektes aus. Als Verhalten eines Objektes
haben sie Zugriff auf die Attribute. Mittels Attributen und Parametern erhalten
Operationen Informationen (Werte oder auch Daten), mit denen sie verfahren ko¨n-
nen. Operationen werden auch Methoden oder Funktionen genannt.
”
Operationen sind Dienstleistungen, die von einem Objekt angefordert
werden ko¨nnen, ...“ [Oes01, S. 222]
Operationen werden also angefordert und anschließend ausgefu¨hrt. Wichtig ist, dass
sie von einem Objekt angefordert werden. Das beinhaltet auch das Objekt, in wel-
chem die Operation ausgefu¨hrt wird, aber auch andere Objekte. Operationen ko¨nnen
u¨ber Parameter (Eingabewerte) und Ru¨ckgabewerte verfu¨gen. [Oes01, S. 222]
Der Konstruktor
”
Wenn eine Klasse oder Struktur erstellt wird, wird deren Konstruktor
aufgerufen. Konstruktoren haben den gleichen Namen wie die Klasse
oder Struktur, und sie initialisieren, normalerweise die Datenmember
des neuen Objekts.“ [Mic17, ]
Vererbung Vererbung ist die Beziehung einer Ober- und einer Unterklasse zu-
einander. Attribute und Operationen einer Oberklasse werden fu¨r eine Unterklasse
zuga¨nglich gemacht. [Oes01, S. 257]
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Kapselung
”
Das Kapselungsprinzip
Klassen fassen Attribute und Operationen zu einer Einheit zusammen.
Attribute sind nur indirekt u¨ber die Operation der Klasse zuga¨nglich.“ [Oes01,
S. 40]
Attribute sind fu¨r objektfremde Operationen nicht erreichbar. Ermo¨glicht wird dieser
Zustand durch die Sichtbarkeit eines Attributes. Somit haben nur Operationen die
Mo¨glichkeit, auf Attribute zuzugreifen.
Sichtbarkeit Sichtbarkeiten sind je nach verwendeter Programmiersprache unter-
schiedlich. Sichtbarkeit gibt an, welche Klassen beziehungsweise Objekte auf ein
Attribut zugreifen ko¨nnen. Drei bekannte Sichtbarkeitskennzeichen sind public (o¨f-
fentlich), private (privat) und protected (geschu¨tzt). Public bedeutet, dass ein At-
tribut nach außen hin sichtbar und damit fu¨r alle benutz- und vera¨nderbar ist. Auf
protected-Attribute haben nur die Klasse selbst und Unterklassen Zugriff. Private
Attribute sind nur von der Klasse selbst zu erreichen. [Oes01, S. 220ff.]
Abstraktion
”
Von einer abstrakten Klasse werden niemals Exemplare erzeugt; sie ist
bewusst unvollsta¨ndig und bildet somit die Basis fu¨r weitere Unterklas-
sen, die Exemplare haben ko¨nnen. “ [Oes01, S. 214]
In abstrakten Klassen ko¨nnen abstrakte Funktionen definiert werden. Die Imple-
mentierung dieser findet aber erst in den erbenden Unterklassen statt. [Oes01, S.
214]
Abstraktion ist auch durch Interfaces (engl. Schnittstellen) mo¨glich. Diese sind ab-
strakte Klassen, die ausschließlich abstrakte Operationen definieren [Oes01, S. 228].
Die Definition von Attributen ist in Interfaces nicht mo¨glich.
”
Eine gewo¨hnliche Klasse kann mehrere Schnittstellen implementieren
und daru¨ber hinaus weitere Eigenschaften erhalten. “ [Oes01, S. 228]
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Klassenattribute Klassenattribute (auch Klassenvariablen genannt) sind Attribu-
te, welche nicht einer Instanz, sondern allen Instanzen der Klasse geho¨ren. Das
heißt, dass alle Objekte der gleichen Klasse Zugriff auf ein gemeinsames Attribut
besitzen [Oes01, S. 220]. In C# findet die Deklaration einer Klassenvariable durch
das Schlu¨sselwort static statt [Mic17, ].
2.4.2. Entwurfsmuster
Die Implementierung von Entwurfsmustern ist eine empfehlenswerte Vorgehenswei-
se fu¨r Entwickler von objektorientierten Softwaresystemen, da sie die Vorteile aus
folgender Ero¨rterung mit sich bringt. Nach Gamma et al. [GHJV15, Seite 17] sind
Entwurfsmuster bereits entwickelte und bewa¨hrte Problemlo¨sungen im Gebiet der
objektorientierten Programmierung. Sie beschreiben Herangehensweisen fu¨r ha¨ufig
auftretende Probleme, an welchen schon viele Entwickler gearbeitet haben. Diese
Entwurfsmuster wurden mit Hinblick auf Wiederverwendbarkeit und Flexibilita¨t
konstruiert.
Die Umsetzung der zu entwickelnden Software erfolgt durch die objektorientierte
Programmiersprache C# (siehe Kapitel 4), welche damit grundlegende, fu¨r Ent-
wurfsmuster beno¨tige Funktionen unterstu¨tzt.
Fu¨r die Nutzung von Entwurfsmustern findet im Folgenden ein U¨berblick u¨ber ei-
nige Entwurfsmuster statt, wobei besonders auf Erzeugungs- und Verhaltensmuster
eingegangen wird.
Erzeugungsmuster
Entwurfsmuster, die als Erzeugungsmuster klassifiziert werden, u¨bernehmen die Auf-
gabe, den Instanziierungsprozess zu abstrahieren. Klassenbasierte Erzeugungsmuster
bedienen sich dabei des Vererbungsprinzips. Objektbasierte Erzeugungsmuster leiten
die Aufgabe der Instanziierung an andere Objekte weiter.[GHJV15, Seite 123]
”
Erzeugungsmuster folgen zwei stets wiederkehrenden Leitmotiven: Zum
einen kapseln sie die Informationen zu den vom System verwendeten
konkreten Klassen, und zum anderen verbergen sie die Art und Weise,
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wie die Instanzen dieser Klassen erzeugt und zusammengefu¨hrt wer-
den.“ [GHJV15, Seite 40]
Das Singleton (dt. Einzelstu¨ck) Bei dem Singleton-Muster handelt es sich um ein
objektbasiertes Erzeugungsmuster [GHJV15, S. 172]. Sein Zweck wird im Folgenden
wiedergegeben.
”
Sicherstellung der Existenz nur einer einzigen Klasseninstanz sowie Be-
reitstellung eines globalen Zugriffspunkts fu¨r diese Instanz.“ [GHJV15,
Seite 172]
Implementierung Das Singleton Muster sorgt folgendermaßen fu¨r die Umsetzung.
Eine Singletonklasse besitzt eine Variable vom Typ ihrer eigenen Klasse. Diese Va-
riable ist static (siehe 2.4.1). Klassen, die die Instanz der Singletonklasse erfahren
mo¨chten, erhalten diese Variable als Referenz zuru¨ck. Durch A¨ndern der Sichtbarkeit
des Konstruktors ist die Instanziierung nur durch die Singletonklasse selbst mo¨glich.
Das ist durch die Implementierung einer static-Funktion in der Singletonklasse mo¨g-
lich. Diese pru¨ft nach, ob die static-Variable vom Typ der Singletonklasse bereits
referenziert ist, falls dies nicht der Fall ist, so referenziert die Klasse sich selber,
andernfalls wird sie gelo¨scht. [GHJV15, Seite 172]
Die Factory Method (dt. Fabrik Methode) Bei dem Factory-Muster handelt es
sich um ein klassenbasiertes Erzeugungsmuster [Gol14, S. 244]. Sein Zweck wird im
Folgenden wiedergegeben.
”
Eine Klasse soll ein Objekt erzeugen, dessen Typ sie nicht kennt bzw.
dessen Typ erst zur Laufzeit des Programms bekannt ist. Die erzeugende
Klasse kennt nur die Basisklasse des zu erzeugenden Objekts zur Kom-
pilierzeit, weiß aber nicht, von welcher Unterklasse das entsprechende
Objekt zur Laufzeit im lauffa¨higen Programm spa¨ter sein soll.“ [Gol14,
S. 243]
nach Gamma et al. [GHJV15, S. 154] gibt es Zwei Varianten dieses Musters. In einer
ist die Klasse, welche die Instanziierungen ausfu¨hrt, abstrakt und in der anderen
nicht. Im Folgenden findet die Erla¨uterung fu¨r den zweiten Fall ohne abstrakte
Erzeugerklasse statt.
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Implementierung Die Factory-Methode erzeugt Instanzen einer abstrakten Produkt-
Klasse. Diese muss samt abstrakter Funktionen von jeder durch die Factory-Methode
erzeugten konkreten Klassen implementiert werden. Die erzeugende Methode beno¨-
tigt den Klassentyp des zu instanziierenden Objektes. Anhand des Typs kann die
Methode die beno¨tigte konkrete Klasse instanziieren. [GHJV15, S. 154ff.]
Verhaltensmuster
”
Verhaltensmuster bescha¨ftigen sich schwerpunktma¨ßig mit Algorithmen
und der Zuweisung von Zusta¨ndigkeiten an Objekte. Sie beschreiben
nicht nur Patterns von Objekten und Klassen, sondern auch deren wech-
selseitige Kommunikationsmuster.“ [GHJV15, S. 279].
Klassenbasierte Verhaltensmuster wenden das Vererbungsprinzip fu¨r die Verhaltens-
zuordnung an. Objektbasierte Verhaltensmuster hingegen machen sich die Objekt-
komposition zunutze. [GHJV15, S. 279]
Strategy (dt. Strategie) Muster Das Strategy-Muster ist ein objektbasiertes Ver-
haltensmuster [Gol14, S. 172]. Sein Zweck lautet wie folgt:
”
Das Strategie-Muster soll erlauben, dass ein ganzer Algorithmus in Form
einer Kapsel ausgetauscht wird.“ [Gol14, S. 174]
Implementierung Verschiedene Algorithmen, die miteinander austauschbar sein
sollen, implementieren das gleiche Interface (siehe 2.4.1) in einer Klasse. Die Al-
gorithmen werden in Klassen gekapselt. Jeder dieser Klassen kann anstelle einer
anderen mit dem verwendeten Interface ausgetauscht werden. Dadurch kann ein
Objekt zur Laufzeit sein Verhalten a¨ndern. [Gol14, S. 174]
2.5. Usability
Usability bedeutet u¨bersetzt Verwendbarkeit und bezieht sich auf Hilfestellungen fu¨r
den Anwender. Diese Hilfestellungen sorgen dafu¨r, dass Nutzer einer Software bei
der Bedienung unterstu¨tzt werden.
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Hilfestellungen werden in der Regel u¨ber Feedbacks (Ru¨ckmeldungen) gegeben. Bei-
spielsweise ist die Munitionsanzeige in einem Ego-Shooter ein Feedback. Es zeigt
Informationen an, welche sich durch das Verhalten des Spielers a¨ndern ko¨nnen.
Wenn zu viele solcher Feedbacks existieren leidet der Nutzer, da er die U¨bersicht
verliert. Es gilt, nicht inflationa¨r mit Ru¨ckmeldungen umzugehen und diese, falls sie
visueller Natur sind, in unterschiedlichen Regionen des Bildschirms anzuzeigen, im
Idealfall an den Stellen, die fu¨r ihr auftreten verantwortlich sind. Ein Beispiel wa¨re
die Bewegung des Mauszeigers u¨ber ein Objekt, das sich infolgedessen verfa¨rbt und
somit eine visuelle Ru¨ckmeldung erteilt. [Moo11, Seite 321 ff.]
nach Moore [Moo11, Seite 329 ff.] existieren verschiedene Arten von Ru¨ckmeldungen.
In Spielen passiert es ha¨ufig, dass dazu visuelle, akustische und haptischen Reize
erzeugt werden. Feedbacks sollen vor allem dem Nutzer mitteilen, ob er sich gerade
richtig oder falsch verhalten hat. Dies ermo¨glicht dem Nutzer aus seiner Handlungs-
weise zu lernen. Dabei gilt es zu beachten, dass es bereits angewendete Verfahren
aus schon bestehenden Anwendungen gibt und Nutzer sich an diese gewo¨hnt haben.
Das Einbringen neuer Verfahrensweisen ko¨nnte dazu fu¨hren, dass Anwender sich
erst an diese gewo¨hnen mu¨ssen. Daher ist es prinzipiell ratsam, sich an bestehenden
Verfahren zu orientieren.
2.6. Der Pipettiervorgang
Da die entstehende Software das Pipettieren in einem VR-Labor umsetzt, ist es
unumga¨nglich, sich mit der Praxis des Pipettierens zu befassen. Die Umsetzung
des Pipettierens findet durch Kerstin Knura (Hochschule Mittweida) statt. Dabei
kommen Mikroliterpipetten zum Einsatz [Kru17, ].
2.6.1. Grundlagen des Pipettierens
Mikroliterpipetten verfu¨gen u¨ber auswechselbare Spitzen. An den Pipetten befindet
sich ein Einstellrad, durch welches das Volumen geregelt wird. Zuna¨chst wird an
der Pipette eine Spitze angebracht. Anschließend wird der Aufnahmeknopf gedru¨ckt
bis ein Widerstand merkbar ist. Die Spitze der Pipette wird nun in die Flu¨ssigkeit
eingetaucht. Die Pipette ist dabei senkrecht zu halten. Das langsame Nachgeben
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des Aufnahmeknopfes, bis in die Ausgangsposition, fu¨hrt nun zur Aspiration. Die
Spitze muss nun an die Wand des Gefa¨ßes gehalten werden, wo sie durch erneutes
langsames Dru¨cken des Aufnahmeknopfes die Flu¨ssigkeit wieder abgibt. Eine Spitze
wird u¨ber einen Abwurfknopf von der Pipette entfernt. Eine Spitze ist nicht fu¨r
verschiedene Flu¨ssigkeiten zu nutzen, da sonst Verunreinigungen entstehen. [Kru17,
]
2.6.2. Umsetzung des Pipettierens
Das System wird fu¨r den Anwendungsfall des Pipettierens umgesetzt. Es entsteht ein
Labor, in welchem Pipetten und zugeho¨rige Spitzen zur Verfu¨gung stehen. Gefa¨ße
mit und ohne Flu¨ssigkeit sind vorhanden. Durch das Pipettieren ist es mo¨glich,
Flu¨ssigkeit in leere Gefa¨ße zu fu¨llen. [Kru17, ]
Die zum Einsatz kommenden 3D-Modelle sind durch Kerstin Knura entstanden.
Die Funktionalita¨t des Pipettiervorgangs ist durch Kerstin Knura realisiert worden.
[Kru17, ] Es gibt jedoch Schnittpunkte, ein solcher Fall ist die Funktionalita¨t der
Pipetten. Das Verhalten dieser ist eine Kooperation.
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Aufbauend auf den Grundlagen vom Kapitel 2 erfolgt die Festlegung von Anforde-
rungen an die Software sowie die Begru¨ndung ihres Aufbaus.
3.1. Anforderungsanalyse an die Game Engine
Im Kapitel 2.2 wird erla¨utert, dass die Wahl der Engine in Hinsicht auf Plattform
und Genre fundamental fu¨r die mit ihr entwickelten Anwendung ist. Dieser Abschnitt
befasst sich mit den Kriterien und Anspru¨chen, welche an eine Game Engine gestellt
werden, damit diese fu¨r die Entwicklung des Toolkits und des Virtual Reality-Labors
geeignet ist. Folgende Schwerpunkte sind an die Game Engine zu Stellen.
HTC Vive-Kompabilita¨t Als Virtual Reality-Hardware kommt die VR-Brille HTC
Vive zum Einsatz. Damit diese effizient und ohne zusa¨tzlichen Implementierungsauf-
wand genutzt werden kann, ist eine eingebaute Unterstu¨tzung der HTC Vive erfor-
derlich. Diese Unterstu¨tzung beinhaltet das Tracking der Brille sowie der Controller.
Eine Darstellung der Controller und Erkennung der Blickrichtung des Nutzers sind
ebenfalls erforderlich.
Physik Simulation Die Simulation von physikalischen Prozessen, genauer gesagt
aus Teilbereichen der Mechanik, muss Bestandteil der Engine sein. Dazu geho¨ren
auch Kollisionserkennung, Beschleunigung von Objekten und Verbindung von Ob-
jekten durch Gelenke.
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Render Pipeline Eine Render Pipeline ist eine organisierte Abfolge von Berech-
nungen auf der Grafikeinheit eines Systems. Jede der Phasen in dieser Berechnungs-
abfolge ist unabha¨ngig von der vorherigen. Dazu kommt, dass diese Schritte parallel
berechnet werden ko¨nnen. [Gre14, S. 444 ff.] Die Anforderung an die Engine besteht
in der Verfu¨gbarkeit zur Ansteuerung der Renderpipeline.
Scripting In Game Engines soll die Mo¨glichkeit bestehen, eine Skriptsprache fest-
zulegen, welche es Entwicklern gestattet, selbst definierte Verhaltensweisen in ei-
ne Anwendung einzubringen. Solch eine Skriptsprache ermo¨glicht den Zugang zu
Engine-Funktionen [Gre14, S. 794 ff.].
Inhalte nach Erstellung der Anwendung laden Bei der zu entwickelnden Software
liegt ein großer Fokus auf dem dynamischen Laden von Inhalten. Damit ist gemeint,
dass die Anwendung beispielsweise 3D-Modelle außerhalb der Entwicklungsumge-
bung der Engine laden kann. Dazu muss die Engine aber notwendige Funktionen
zur Verfu¨gung stellen.
3.2. Asuwahl der Engine
Diese Sektion widmet sich der Entscheidung, welche Engine innerhalb dieser Ar-
beit zum Einsatz kommt. Die Entscheidungsfindung gru¨ndet auf den gesammelten
Informationen aus 2.2.1.
Alle betrachteten Engines verfu¨gen u¨ber eine native Unterstu¨tzung der Virtual Rea-
lity Hardware HTC Vive. Desweiteren bieten alle native Unterstu¨tzung fu¨r Physik-
Simulationen, welche den Anspru¨chen dieser Arbeit genu¨gen. Die Verwaltung der
Renderaufgaben und die Kommunikation mit der Schnittstelle der Grafikeinheit ist
ebenfalls eine von allen Engines unterstu¨tzte Fa¨higkeit.
Ein erster fu¨r die Entscheidung signifikanter Unterschied ist die Umsetzung des
Skriptsystemes und damit einhergehende Programmiersprachen. Die Unity Engine
unterstu¨tzt unter anderem C# und das .net Framework [Uni17, ]. Vorteil hierbei
ist, dass diese beispielsweise eine Bibliothek mit sich bringt, die Funktionen fu¨r das
Auslesen von XML-Dokumenten liefert. Die Erfahrung des Autors mit der Unity
Engine und der Programmiersprache C# ist ein weiterer Aspekt der fu¨r die Nutzung
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dieser Sprache und die Unity Engine spricht. Die Cry Engine unterstu¨tzt unter
anderem auch die Programmiersprache C#, deren Vorzu¨ge bereits erwa¨hnt wurden.
Die Programmiersprache C++ wird von sowohl der Cry Engine als auch der Unreal
Engine als Skriptmo¨glichkeit angeboten. Auch hier gibt es Bibliotheken, um XML-
Dokumente zu bearbeiten [Cry17, Epi17, ]. Die Erfahrung des Autors mit C++ sind
sehr gering im Vergleich zu den C# Erfahrungen.
Die native Fa¨higkeit, Inhalte zur Laufzeit einer Anwendung zu laden, ist eine Funk-
tion, die nur in der Unity Engine ohne eigenen Implementierungsaufwand mo¨glich
ist. Dieser Faktor fa¨llt bei der Wahl der Engine stark ins Gewicht. Die in der Arbeit
entstehende Anwendung soll das Laden von Assets durch Nutzer definierte Pfade
unterstu¨tzen und ist damit auf eine solche Funktion angewiesen.
Aus diesen Gru¨nden fa¨llt die Wahl auch auf die Unity Engine. Die zum Einsatz
kommende Programmiersprache ist C#.
3.3. Anforderung zur Datenhaltung
Es gilt festzulegen, welche Anspru¨che an die Datenhaltung zu stellen sind. Die An-
forderungen gehen aus den Zielen der Arbeit hervor, welche in 1.3 beschrieben sind.
Diese mu¨ssen mit den Mo¨glichkeiten der Unity Engine und der verwendeten Pro-
grammiersprache C# in Einklang gebracht werden. Im Abschnitt 3.6 ist beschrieben,
dass alle konfigurierbaren Daten durch Zeichenketten repra¨sentiert sind. Außerdem
ist die Mo¨glichkeit der Erstellung von Aufza¨hlungen ein Anforderung, da Element-
typen innerhalb einer Datei mehrfach auftreten ko¨nnen (siehe 3.6). Forderungen an
das Datenhaltungsformat sind das strukturierte Halten von Zeichenketten und die
Unterstu¨tzung von Aufza¨hlungen eines Typs.
3.4. Auswahl des Datenhaltungsverfahrens
Bei der Wahl der Datenhaltung kommen keine Datenhaltungssysteme in Frage,
die nicht u¨ber einer Auszeichnungssprache referenzierbar sind. Diese Entscheidung
erfolgte auf folgender Basis. Datenhaltugssysteme, welche der Nutzer nicht selber
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pflegen kann, sind mit einem hohen Implementierungsaufwand und fehlender Trans-
parenz verbunden.
Vorteile des XML Formates
”
Erweiterbarkeit: XML erlaubt es, dem Benutzer eigene Tags oder Attri-
bute zu definieren und zu benutzen, um seine Daten individuell zu struk-
turieren und mit Zusatzinformationen anzureichern.“ [RR03, S. 189].
Da Tags im XML-Format selbst definiert werden ko¨nnen, ergibt sich die Notwendig-
keit, diese mo¨glichst so zu benennen, dass diese dem Nutzer helfen, sich intuitiver in
die angelegte XML-Struktur einzufinden. Durch die Vergabe von klaren eindeutigen
Namen der Tags soll die Struktur an U¨bersicht gewinnen.
”
Struktur: XML ermo¨glicht die Darstellung beliebig tief verschachtelter
Strukturen, wie man sie zur Repra¨sentation von komplexen Hierarchien
aller Art beno¨tigt.“ [RR03, S. 190].
Durch die hierarchische Baumstruktur sind XML-Dateien in ihren logischen inhalt-
lichen Aufbau gliederbar. Da ein XML-Knoten mehrere Elemente unter sich haben
kann, ist die Mo¨glichkeit Listen unter diesen Knoten zu erstellen gegeben.
”
Validierung: XML gibt externen Anwendungen die Mo¨glichkeit, die struk-
turelle Gu¨ltigkeit der zu verarbeitenden Daten zu u¨berpru¨fen. “ [RR03,
S. 190].
Bei eventuell entstandenen strukturellen Fehlern besteht die Mo¨glichkeit, eine Ru¨ck-
meldung zu geben. Der erhoffte Effekt ist, dass beim Eintreten eines solchen Falles
verku¨rzte Zeiten fu¨r das Korrigieren eines Fehlers anfallen.
Das XML-Format wird auf Grundlage der Vorteile und Erfu¨llung der Anspru¨che als
Datenhaltungsformat gewa¨hlt.
3.5. Auswahl der Entwurfsmuster
Dieser Abschnitt widmet sich den Vor- und Nachteilen ausgewa¨hlter Entwurfsmus-
ter.
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Singleton Das Singleton-Muster (siehe 2.4.2) dient dazu, maximal eine Instanz
einer Klasse zu kreieren, sowie diese Klasse auch noch global erreichbar zu machen.
Der Vorteil der globalen Erreichbarkeit ist beispielsweise, dass wenn viele Klassen
Zugriff auf das Singleton-Objekt haben wollen, dieses u¨ber eine static-Variable der
Singleton Klasse erreichbar ist.
Das Erzeugen maximal einer Instanz ist wichtig, wenn es kritische Klassen gibt, deren
mehrfache Instanziierung Probleme verursachen kann. Fu¨r die Wahl der Nutzung
sind beide Vorteile ausschlaggebend.
Factory Method Die Factory Method (siehe 2.4.2) u¨bernimmt die Aufgabe der
Instanziierung. Auch wenn dabei der Klassentyp der zu instanziierenden Klasse erst
zur Laufzeit bekannt wird.
Unter der Nutzung des Strategy-Musters fallen viele Klassen an, welche von einer
U¨berklasse erben. Vorteil ist, dass u¨ber die Factory Method diese verschiedenen
konkreten Klassen gut instanziiert werden ko¨nnen. Auch wenn die konkrete Klasse
erst zur Laufzeit bekannt wird.
Da das Factory Method-Muster gut zum Strategy-Muster passt, findet es Anwen-
dung in dieser Arbeit.
Strategy Das Strategy Muster (siehe 2.4.2) gestattet es, Objekte mit verschiedenen
Verhaltensweisen zu versehen, die zur Laufzeit vera¨nderlich sind.
Da eine Funktionsweise des Toolkits darin besteht, AssetBundles und Verhaltens-
weisen fu¨r diese zu laden, ist das Strategy-Muster ein mit der Aufgabenstellung
harmonisierender Lo¨sungsanteil.
3.6. Architektur des Systems
Die zu entwickelnde Softwareplattform hat die Aufgabe, erweiterte Funktionalita¨t
in mit der Unity Engine entwickelter Programme einzubringen. Bei den zusa¨tzlichen
Mo¨glichkeiten handelt es sich um das Laden von Assets und die Mo¨glichkeit diese mit
weiteren Funktionen zu versehen. Dieser Vorgang ist durch den Anwender definier-
bar. Fu¨r die Bedienung des Toolkits sollen keine weiteren Programmierkenntnisse
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notwendig sein. Der Aufbau des Toolkits wird nachfolgend in diesem Abschnitt
ero¨rtert. Die Erkla¨rungen bezieht sich auf C# als Programmiersprache.
Abstrakter Ablauf Es folgt die abstrakte Beschreibung der notwendigen Abla¨u-
fe.
Der Anwender hat Zugriff auf eine Datensammlung. Diese Datensammlung bein-
haltet Objekte und erweiterte Funktionen fu¨r selbige. Die Datensammlung ist nicht
statisch, eine Erweiterung, bzw. Reduzierung des Datenbestandes ist mo¨glich. In
konfigurierbaren Dateien gibt er zu ladende Objekte und erweiterte Funktionen an.
Zu einem definierten Punkt im Ablauf des Programmes la¨dt das System die zuvor
angegeben Objekte und ihre erweiterte Funktionen soweit sie angegeben wurden.
Umsetzung zu konkretem Ablauf Auf den eben beschriebenen abstrakten Ablauf
basierend, folgt der konkrete Ablauf.
Bei den vom Nutzer referenzierbaren Objekten des Ablaufes handelt es sich um
Assets (siehe 2.2.2), da diese die nutzbaren Objekte innerhalb der verwendeten Unity
Engine sind. Das Laden von Assets zur Laufzeit ist nativ nur durch AssetBundles
mo¨glich (siehe 2.2.2). AssetBundles werden u¨ber den Pfad im Dateisystem angegeben
(siehe 2.2.2). Das konfigurierbare Datenhaltungsformat muss folglich diesen Pfad
beinhalten.
Die erweiterte Funktionalita¨t fu¨r diese Objekte besteht aus einer Verknu¨pfung der
Objekte mit Klassen im Sinne der objektorientierten Programmierung (siehe 2.4.1).
Klassen, die die Funktionalita¨t innerhalb von Unity darstellen, befinden sich inner-
halb eines Skripts (siehe 2.2.2). Laut [Mic17, ] kann eine Klasse anhand ihres Namens
instanziiert werden. Das Datenhaltungsformat muss diesen Namen beinhalten ko¨n-
nen, um den Ladevorgang u¨berhaupt zu ermo¨glichen.
Eine Klasse kann zu ihrer Instanziierung Werte u¨bergeben bekommen [Mic17, ].
Funktionen sind dadurch konfigurierbar. Das Datenhaltungsformat muss solche Wer-
te beinhalten ko¨nnen. Dafu¨r ist die Angabe von Datentypen essenziell. Grund dafu¨r
ist, dass Inhalte eines XML-Dokumentes Zeichenketten sind (siehe 2.3), aber auch
andere Datentypen instanziierbar seien sollen. Ganzzahlen (int [Mic17, ]), Gleit-
kommazahlen (float [Mic17, ]), Wahrheitswerte (bool [Mic17, ]) und Zeichenketten
(string [Mic17, ]) sind Datentypen, die pra¨ventiv eingebunden werden.
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Das Datenhaltungsformat XML besitzt die Fa¨higkeiten, um den genannten Anforde-
rungen zu genu¨gen (siehe 3.4). Konfigurationen des Nutzers finden deshalb innerhalb
von XML Dateien statt. AssetBundles, Klassen und Werte werden in XML-Daten de-
finiert. Um den U¨berblick in den XML-Dateien zu wahren und um bereits definierte
Objekte wiederverwenden zu ko¨nnen, findet die Datenhaltung in zwei verschiedenen
XML-Dokumenttypen statt. Einer ist der als XML-Objekt bezeichnete Dokument-
typ. Dieser entha¨lt Informationen zu einem Objekt, bestehend aus maximal einem
AssetBundle, mo¨glicher Klassen sowie weitere den Klassen zugeho¨rige Werte. Der
andere Dokumenttyp, XML-Startbedingung genannt, listet die XML-Objekte, deren
Referenzen beim Ausfu¨hren der Softwareplattform geladen werden. Dazu ist das
Einbinden des Toolkits und das definieren eines Ladezeitpunktes notwendig.
Ordnerstruktur Zusa¨tzlich bietet sich die Erstellung eines Ordnersystemes an, um
die Datenhaltung u¨bersichtlicher gestalten zu ko¨nnen. Die Erwartung ist, dass Nut-
zer einen besseren Einstieg in die Arbeit mit dem Toolkit bekommen und durch
geordnete Strukturen effizienter arbeiten ko¨nnen. Ein eigenes Ordnersystems sorgt
unterdessen auch dafu¨r, dass keine Vermengung mit dem Toolkit fremder Dateien
stattfindet. Ein nicht statisches Ordnersystem ist gefragt, um die Mobilita¨t der
Daten zu wahren. Der Pfad zu einem Einstiegspunkt in die Ordnerstruktur wird dem
Toolkit mitgeteilt. Das ist nu¨tzlich, wenn mehrere Wurzelpfade fu¨r unterschiedliche
Projekte nutztbar sein sollen.
3.7. Analyse der Usability-Verfahren
Usability ist ein wichtiges Thema. Wie in 2.5 beschrieben, gilt es, dem Anwender
durch geeignete Verfahren die Funktionsweise und Bedienung der Anwendung durch
Feedbacks na¨her zu bringen.
Akustisches Feedback Die verwendete VR-Brille HTC Vive besitzt einen Au-
dioausgang und bietet damit die Mo¨glichkeit, akustische Signale zu verwenden. Die
Anwendung, die im Rahmen dieser Arbeit entsteht, verzichtet aber auf den Gebrauch
des Audioausgangs und damit auch auf akustisches Feedback.
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Visuelles Feedback Einige Spiele bedienen sich der Farbe Gru¨n als Indikator fu¨r
Positionierungen. In diesen Fa¨llen handelt es sich zumeist um ein Objekt, welches an
einer bestimmten Position angebracht werden soll. Befindet sich das Objekt an einer
zula¨ssigen Stelle, so fa¨rbt es sich gru¨n und indiziert damit eine legitime Handlung.
Beispiele fu¨r Umsetzungen dieser Praktik in 3D-Anwendungen sind in der Abbildun-
gen 3.1 zu sehen. Das gleiche verfahren findet auch in der Pipettieranwendung statt.
Beim Zuru¨ckstellen einer Pipette in den Pipettenhalter fa¨rbt sich die Pipette gru¨n
und signalisiert dem Anwender, dass er die Pipette loslassen kann. A¨hnliches passiert
bei den Eppendorfgefa¨ßen. Da diese sehr klein sind, ist es schwierig, sie zuru¨ck in
den Gefa¨ßbeha¨lter zu legen. Zur Vereinfachung werden diese in dem Gefa¨ßbeha¨lter
abgelegt, die Einsortierung geschieht automatisch. Die Gefa¨ße fa¨rben sich gru¨n, wenn
sie sich an der richtigen Position zum Ablegen befinden.
Abbildung 3.1.: Links: Ein Screenshot aus dem Spiel Crazy Machines 2 von Fakt
Software. Zu sehen ist, dass das zu positionierende Rad gru¨n gefa¨rbt
ist, um den Spieler zu suggerieren, dass die Anbringung dort mo¨glich
sei. Mitte: Ein Screenshot aus dem Spiel Orcs Must Die! von Robot
Entertainment. Zu sehen ist, dass der Spieler gerade eine Falle an der
Wand anbringen mo¨chte. Diese ist als Feedback gru¨n eingefa¨rbt und
kann an der gewu¨nschten Position angebracht werden. Rechts: Ein
Screenshot aus dem Spiel Empire Earth 2 von Mad Doc Software.
Der Spieler sucht sich einen Bauplatz fu¨r ein Geba¨ude aus, dieses
ist gru¨n gefa¨rbt da der aktuelle Ort ein gu¨ltiger Bauplatz ist.
Haptisches Feedback Die Controller der verwendeten VR-Brille HTC Vive bie-
ten die Mo¨glichkeit fu¨r haptisches Feedback. Haptisches Feedback wird wie folgt
umgesetzt. Die verwendeten Pipetten verfu¨gen u¨ber 2 Druckpunkte, wie in 2.6 be-
schrieben. Wenn eine Druckstufe erreicht ist, so wird eine Vibration im Controller
ausgelo¨st und der Nutzer wird u¨ber das Erreichen der Druckstufe informiert. Die
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Umsetzung des Feedbacks durch die haptischen Fa¨higkeiten des Controllers, anstelle
einer visuellen Umsetzung, sorgen zu einem gewissen Teil dafu¨r, dass die visuellen
Feedbacks nicht unu¨bersichtlich werden.
Feedback Fehler Toolkit Das dynamische Laden von Komponenten durch das
Toolkit erfolgt durch Pfadangaben innerhalb von XML Dateien. Tippfehler in den
Angaben sorgen dafu¨r, dass die Anwendung nicht mehr korrekt ausgefu¨hrt wird. Ein
Fehlerfenster, welches die fehlerhafte Datei und die Art des Fehlers anzeigt, sorgt
dafu¨r, diese Fehler schneller zu finden und beseitigen zu ko¨nnen.
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Im Anschluss an die Anforderungen und die Grundlagen findet in diesem Kapitel
die Ausfu¨hrungen zur Implementation statt. Auf die Struktur der Software, sowie
auf essentielle bzw. besondere Bestandteile wird eingegangen. Alle Begriffe aus der
Programmierung sowie Quellcode-Beispiele sind auf die Programmiersprache C#
bezogen. Zu beginn erfolgt die Definition einer Ordnerstruktur, auf welchen die
folgenden Punkte basieren. Darauf aufbauend findet die Betrachtung der XML-
Dokumente statt, im Anschluss stehen die Objekte der Programmierung im Fokus,
die aus den XML Dokumenten entstehen, bevor auf Funktionen und Mo¨glichkeiten
zur Erweiterbarkeit des Toolkits eingegangen wird.
4.1. Ordnerstruktur
Die Erstellung einer Ordnerstruktur erfolgt aufgrund der Anforderung im Abschnitt
3.6. Dabei existieren drei zu ordnende Kategorien: die XML-Objekt-Dateien, die
XML-Startbedingungen und die AssetBundles. Fu¨r jede dieser Kategorien existiert
ein eigener Ordner. Diese Ordner wiederum sind in einem u¨bergeordneten Ordner
enthalten und ko¨nnen selber Unterordner beinhalten. Daraus ergibt sich fu¨r das Tool-
kit eine Ordnerstruktur, welche in Abbildung 4.1 dargestellt ist. Die oberste Ebene
dieser Struktur bildet ein Ordner, welcher Wurzelverzeichniss genannt wird und den
Einstiegspunkt fu¨r das Toolkit liefert. Zusa¨tzlicher Effekt ist, dass sich Pfadanga-
ben fu¨r XML-Dateien dadurch verku¨rzen, denn XML-Dateien sowie Assetbundles
liegen innerhalb desselben Wurzelverzeichnisses vor. Um die ku¨rzeste Schreibweise
zu erhalten, beginnen die Pfade fu¨r Referenzierungen von Dateien jeweils von ihrem
zusta¨ndigen Ordner (siehe 4.6.4).
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Abbildung 4.1.: Toolkit Ordnerstruktur
4.2. Verwendung von XML
Anhand der Festlegungen im Abschnitt 3.6 gelangt XML als Format fu¨r die Referen-
zierung von Daten zum Einsatz. Zwei Arten von XML-Dokumenten sind zu realisie-
ren. Eine fu¨r die Informationen u¨ber Assetbundles und zugeho¨rige Verhaltensweisen
(XML-Objekt) und eine andere fu¨r die Gesamtheit der zu ladenden XML-Objekte
(XML-Startbedingung). Ausfu¨hrungen der beiden hierarchisch strukturierten XML-
Dokumenttypen finden im Folgenden statt.
Grundgeru¨st XML-Dateien Um die Pru¨fung verwendeter XML-Dateien auf ihre
Art (XML-Objekt oder XML-Startbedingung) zu ermo¨glichen, verwenden alle fu¨r
das Toolkit gu¨ltige XML-Dateien die gleichen Tags in der oberen Hierarchieebene.
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Oberstes Element ist immer das <Dokument>-Tag. Es ist der Einstieg in das Do-
kument. Eine Ebene tiefer befindet sich das <Type>-Tag, es wird genutzt, um den
Dokumenttyp festzustellen. In dem <Type>-Tag kann eine Zeichenkette definiert
werden. Nur wenn sich darin eine gu¨ltige Zeichenkette befindet, kann eine U¨berpru¨-
fung erfolgen. Die gu¨ltigen Zeichenketten ’objekt’ (fu¨r XML-Objekt) oder ’szenario’
(fu¨r XML-Startbedingung). Die Typenpru¨fungen finden immer beim Einlesen einer
XML-Datei statt. (siehe 4.6.3 , 4.6.2).
C# XML-Funktionen Im .net Framework befinden sich unter anderem Funktio-
nen fu¨r die Arbeit mit XML-Dateien (siehe 3.2). In dieser Arbeit ist es der Sys-
tem.XML namespace (engl. Namensraum), welcher zum Einsatz kommt. Bereitge-
stellte Klassen sind beispielsweise XmlDocument, XmlNodeList und XmlNode. Diese
stehen fu¨r ein XML-Dokument (XmlDocument), einen XML-Knoten (XmlNode)
und eine Sammlung von XML-Knoten (XmlNodeList). Zusa¨tzlich zu den Klassen
liefert der namespace auch Funktionen. Aus dem Dokument ist es mo¨glich, durch
SelectNodes eine XmlNodeList zu erhalten, SelectSingleNode extrahiert eine XmlNo-
de druch ihren Namen. Eine XmlNodeListe kann einzelne XmlNodes zuru¨ckgeben.
Aus einer XmlNode ko¨nnen Unterknoten oder ein Wert ausgelesen werden. [Mic17,
]
4.2.1. XML-Objekte
U¨berblick XML-Objekt Die XML-Objekte sind Kernelemente des Toolkits. Sie
beinhalten alle Informationen, um AssetBundles und Verhaltensweisen in Form von
Behaviour-Klassen (siehe 4.4) zu einem nutzbaren Objekt zusammenzufu¨hren. Das
XML-Objekt ist als ein Baukasten im XML-Format zu verstehen und damit fu¨r die
Konfiguration auf Objektebene (siehe 4.3 ) zusta¨ndig. Die anzugebenden Werte in-
nerhalb einer Objekt-XML sind ein Pfad zu einem AssetBundle, mehrere Behaviour-
Klassen und mehrere Werte fu¨r Behaviour-Klassen. Keine dieser Angaben ist eine
Pflicht. Es gibt eine Abha¨ngigkeit in diesem Zusammenhang. Werte fu¨r Behaviour-
Klassen ko¨nnen nur in Behaviour-Klassen angegeben werden.
Aufbau des XML-Objekts Dementsprechend angelegte Tags dienen zur Anga-
be der Informationen. In der Abbildung 4.2 sind die XML-Hierarchie des XML-
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Objektes, sowie alle definierten Tags zu sehen. Im weiteren Fortgang erfolgt eine
Erkla¨rung der abgebildeten XML-Elemente.
Objekt-Tag Das <Objekt>-Tag ist der Knoten, unter welchem sich alle Konfigu-
rierbaren Unterknoten befinden.
ModellPfad-Tag Der <ModellPfad>-Tag ist die Referenz zu einem Assetbund-
le. Ist es nicht angegeben, so wird kein AssetBundle geladen. Die Angabe von
AssetBundles ist keine Voraussetzung fu¨r die Funktionalita¨t eines XML-Objektes.
Das Element entha¨lt keine weiteren Unterknoten. Der Pfad wird als Zeichenkette
eingegeben.
BehaviourListe-Tag <BehaviourListe> ist der Tag, unter welchem Behaviour-
Elemente anzugeben sind. Dieser Knoten existiert, damit die strukturierte Angabe
mehrerer Behaviours mo¨glich ist.
Behaviour-Tag Das <Behaviour>-Tag repra¨sentiert eine Behaviour-Klasse und
entha¨lt in seinen Unterknoten alle Informationen- um eine solche zu instanziieren.
Name-Tag Innerhalb des <Name>-Tags befindet sich der Name der zu instanziie-
renden Klasse. In diesem Element sind keine weiteren Knoten anzugeben. Der Name
wird als Zeichenkette angegeben.
WerteListe-Tag <WerteListe> ist der Tag, unter welchem Werte Elemente anzu-
geben sind. Dieser Knoten existiert, damit die strukturierte Angabe mehrerer Werte
mo¨glich ist.
WertObjekt-Tag Ein <WertObjekt> repra¨sentiert einen konkreten Wert inner-
halb des <WerteListe> Tags. Er besteht aus Unterknoten, welche den Wert definie-
ren.
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Abbildung 4.2.: Das XML-Template fu¨r das XML-Objekt
WertTyp-Tag Der <WertTyp>-Tag gibt den Datentyp des zu instanziierenden
Wertes an. Die Notwendigkeit hierfu¨r ist in dem Abschnitt 3.6 erla¨utert. Namen der
Datentypen (siehe 3.6) agieren als Identifikationsmerkmal. In diesem Element sind
keine weiteren Knoten anzugeben, der Name des Datentyps wird als Zeichenkette
angegeben.
Wert-Tag Im <Wert>-Tag ist der tatsa¨chliche Wert enthalten. Um die Funk-
tionalita¨t zu gewa¨hrleisten, ist es ratsam, dass der eingetragene Wert sich an die
Konvention seines zugeho¨rigen Datentyps ha¨lt [Mic17, ] . Der Wert wird seiner
Konvention entsprechend als Zeichenkette eingetragen.
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4.2.2. XML-Startbedingung
Die XML-Startbedingung legt die Ausgangssituation des Anwendungsszenarios fest.
Alle durch das Toolkit zu ladenden AssetBundles und Behaviour-Klassen finden sich
in der XML-Startbedingung wieder. Nicht direkt, sondern u¨ber die zugewiesenen
XML-Objekte. Die XML-Startbendingung hat die Aufgabe durch Verweise von Pfad-
angaben auf XML-Objekte indirekt dafu¨r zu sorgen, dass diese beim Programmstart
geladen, ausgelesen und deren Inhalt geladen wird.
Aufbau der XML-Startbedingung In Abbildung 4.3 ist die Struktur der XML-
Startbedingung zu sehen. Der Aufbau des Dokuments und die Bedeutung der Tags
findet im folgenden statt.
Inhalt-Tag Der <Inhalt>-Tag ist der Knoten, unter welchem sich alle konfigurier-
baren Unterknoten einer XML-Startbedingung befinden.
Umgebung-Tag Innerhalb des <Umgebung>-Tags findet die Angabe eines Asset-
Bundles durch eine Pfadangabe statt. Dieses fungiert als Kulisse. Die Angabe ist
keine Pflicht. Der Pfad wird als Zeichenkette angegeben.
StartObjekte-Tag <StartObjekte>-Tag ist eine Liste, dessen Unterknoten aus
Objekt Elementen besteht.
Objekt-Tag Das <Objekt>-Tag steht fu¨r ein einzelnes XML-Objekt Element. Alle
no¨tigen Daten, um das beschriebene XML-Objekt zur Instanziierung weiterzuleiten
befinden sich in seinen Unterknoten.
Pfad-Tag Der Inhalt des <Pfad>-Tags verweist auf eine XML-Objekt-Datei, wel-
che das Toolkit bei Ausfu¨hrung la¨dt. Die Pfadangabe findet als Zeichenkette statt.
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Abbildung 4.3.: Das XML-Template fu¨r die XML-Startbedingung ohne relevante
Header-Informationen
Position-Tag Bei der Angabe eines AssetBundles mit 3D-Darstellungen im Pfad
Element ist das <Position>-Tag nu¨tzlich, insofern es eine bestimmte Position ein-
nehmen soll. Die <X>-, <Y>- und <Z>-Tags sind Unterknoten des Position-Tags.
In ihnen findet die Angabe einer Position als Zeichenkette auf der jeweiligen Achse
statt. Die Angabe der Position ist nicht zwingend erforderlich.
4.3. Objekt-Klassen
Als Resultat des Strategie-Musters (siehe 2.4.2) u¨bernehmen Behaviour-Klassen die
Funktionalita¨t (siehe 4.4). Eine Verwaltung sowie die Schnittstelle zu einem Ga-
meObject sind notwendig. Die Objekt-Klasse kommt diesen Aufgaben nach. Die
Objekt-Klasse ist das Resultat eines XML-Objektes. Jedes geladene XML-Objekt
erzeugt genau eine Objekt Klasse. Behaviour-Klassen und AssetBundles aus einem
XML-Objekt werden mit einer zugeho¨rigen Objekt-Klasse verknu¨pft.
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Funktionsweise Objekt-Klasse In der Abbildung 4.4 ist die UML-Darstellung
des Objekt-Klasse zu sehen. Die Objektklasse erbt von der MonoBehaviour-Klasse
(siehe 2.2.2). Dadurch ist es der Objekt-Klasse mo¨glich die Update-Funktion und
Funktionen, die sich auf das zugeho¨rige GameObjekt beziehen zugreifbar zu machen
[Uni17, ]. Eine Liste vom Typ Behaviour befindet sich in der Objekt-Klasse. Diese
sammelt die zugewiesenen Behaviour-Klassen und verwaltet sie. AddBehaviour- und
RemoveBehaviour-Funktionen sind fu¨r die Referenzierung beziehungsweise der De-
referenzierung von Behaviour-Klassen zusta¨ndig. Behaviour-Klassen besitzen eine
Methode namens updateBehaviour (siehe 4.4). Der Aufruf erfolgt in der Update-
Funktion der Objekt-Klasse. Eine konkrete Instanz der Objekt-Klasse aktualisiert
damit alle mit ihr referenzierten konkreten Behaviour-Klassen regelma¨ßig u¨ber diese
Methode.
Abbildung 4.4.: Die Objekt-Klasse in ihrer UML-Darstellung mit Kommentaren
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4.4. Behaviour-Klassen
Behaviour-Klassen u¨bernehmen die Funktionalita¨t innerhalb des modularen Auf-
baus. In ihnen befinden sich Anweisungen fu¨r das Verhalten der AssetBundles,
welche als GameObjects geladen werden. Sie sind eine Implementierung des Stra-
tegie, Entwurfsmusters (siehe 2.4.2). Fu¨r die Umsetzung des Strategie-Musters ist
es notwendig, dass alle konkreten Verhaltensweisen ein Interface implementieren.
Dieses Interface sorgt dafu¨r, dass die konkreten Verhaltensweisen durch das Inter-
face referenzierbar sind und Objekte die Mo¨glichkeit haben, u¨ber Schnittstellen auf
Funktionen der konkreten Verhaltensweisen zuzugreifen. Das zur Behaviour-Klasse
zugeho¨rige Klassendiagramm 4.5 dient zur Orientierung.
Abbildung 4.5.: Relationen der Behaviour- und Objekt-Klasse in UML-Darstellung.
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Abstrakt statt Interface Das Strategy-Muster empfiehlt die Verhaltensweisen durch
ein Interface zu abstrahieren. Aus folgenden Gru¨nden findet aber eine Abstrahierung
durch eine abstrakte Klasse statt. Fu¨r die Umsetzung ist es notwendig, die Ver-
haltensweisen mit mehreren Informationen zu instanziieren. Die Verhaltensweisen
sollen durch XML-Dateien konfigurierbar sein (siehe 3.6). Da das Fatory-Muster die
Verhaltensweisen instanziiert, ist es erforderlich, dass der Konstruktor der konkreten
Klassen nicht statisch ist. Die Aufgaben des Interfaces, deren Zugriff auf Funktionen
und u¨bergeordnete Referenzierbarkeit sind auch durch die abstrakte Klasse mo¨g-
lich.
Aufbau des Konstruktors Die Werte aus einer XML-Objekt Datei werden dem
Konstruktor u¨bergeben. Die Hauptaufgabe der Verhaltensweisen ist die Manipulati-
on von GameObjects. Diese sind u¨ber die Objekt-Klasse erreichbar. Daher stellt
die Behaviour-Klasse Funktionen fu¨r den Zugriff auf die zugeho¨rige Instanz der
Objekt-Klasse bereit. Es wichtig, dass die Behaviour-Klasse eine Referenz zu dieser
Objekt-Klasse besitzt. Es gilt also durch den Konstruktor sicherzustellen, das Werte
u¨bergeben werden ko¨nnen und eine Objekt-Klasse existiert.
Objekt-Referenz durch Konstruktor herstellen Die Behaviour-Klasse, von der
alle Verhaltensweisen erben, besitzt einen Konstruktor, der eine Referenz zu einer
Objekt-Klasse u¨bergeben bekommt. Diese Referenz wird gespeichert und durch die
Funktion getBehaviour fu¨r das konkrete Behavior zuga¨nglich gemacht. Damit ein
Behaviour nur mir einer Referenz zu einer Objekt-Klasse erstellt werden kann, ist der
Standard-Konstruktor auf die private Sichtbarkeit gestellt. Der Effekt ist, dass die
konkrete Behaviour-Klasse nicht u¨ber den Standard-Konstruktor, folglich nicht ohne
Objekt-Klassen-Referenz, instanziiert werden kann. Da die konkreten Behaviour-
Klassen unterschiedliche Konstruktoren verwenden, ist es mo¨glich, unterschiedliche
Konstruktoren fu¨r konkrete Behaviours sowie die Behaviour-Klasse zu implemen-
tieren. Die konkreten Behaviour-Klassen ko¨nnen in ihrem Konstruktor die Referenz
zur Objekt-Klasse an den Konstruktor der Behaviour-Klasse weiterleiten. Dies ist
mit dem Base-Befehl der Programmiersprache C# mo¨glich [Mic17, ].
Werte durch den Konstruktor u¨bergeben Das Instanziieren einer Klasse durch
Referenz zu ihren Namen ist mit einer Verknu¨pfung von zwei Funktionen der Pro-
grammiersprache C# mo¨glich. Dazu ist zuerst der Klassentyp zu spezifizieren. Dies
38
4.5. Erweiterbarkeit
geschieht durch die Funktion Type.GetType, welche als Parameter den Namen der
zu erstellenden Funktion als Parameter in Form einer Zeichenkette u¨bergeben be-
kommt [Mic17, ]. Als na¨chstes erfolgt die Instanziierung des Klassentypes durch die
Activator.CreateInstance-Methode, welche u¨ber den Konstruktor beispielsweise den
Klassentype und Werte u¨bergeben bekommt (siehe 4.6.3) [Mic17, ].
Aktualisieren der konkreten Behaviour-Klassen wa¨hrend der Laufzeit Beha-
viours, deren Verhaltensweisen auf kontinuierlichen Aktionen basieren, beno¨tigen
eine Institution, welche fu¨r die wiederkehrenden Aufrufe von Funktionen in den Be-
haviours zusta¨ndig ist. In der MonoBehaviour-Klasse ist eine solche Funktion namens
Update implementiert (siehe 2.2.2). Die Objekt-Klasse erbt von der MonoBehaviour-
Klasse. In ihr ist diese Funktion nutzbar. Damit die Objekt-Klasse seine zugeho¨rigen
Behaviour-Klassen aktualisieren kann, ist in der Behaviour-Klasse die abstrakte
Methode behaviourUpdate Definiert. Die Objekt-Klasse traversiert in ihrer Update-
Funktion alle ihr bekannten konkreten Behaviour-Klassen und ruft in ihnen die
behaviourUpdate-Methode auf. Die konkreten Behaviour-Klassen implementieren,
der Aufgabe ihrer Verhaltensweisen entsprechend, Programmcode in dieser Funkti-
on. Es ist aber auch mo¨glich, diese leer zu lassen.
Behaviour-Katalog Ein Katalog ist im Wurzelverzeichniss angelegt. Dieser entha¨lt
einen U¨berblick u¨ber die vorhandenen Behaviour-Klassen. Namen der Behaviour-
Klassen, Aufbau der Konstruktoren, Abha¨ngigkeiten und Beschreibungen der je-
weiligen Funktion sind in diesem Katalog enthalten. Damit soll dem Nutzer ei-
ne Mo¨glichkeit eines Nachschlagewerkes gegeben werden. Damit dieses konsistent
bleibt, sind alle Neuer- und A¨nderungen an Behaviour-Klassen in diesem Katalog
zu vermerken.
4.5. Erweiterbarkeit
Die Nutzung des Toolkits findet im Rahmen dieser Arbeit mit dem konkreten An-
wendungsfall des Pipettierens statt. Die Anforderung an den Aufbau ist aber nicht
die Funktionalita¨t fu¨r einen einzelnen statischen Anwendungsfall. Das Toolkit soll
fu¨r individuelle dynamische Nutzung im Bereich von modularen Szenario-Aufbau
geeignet sein. Zusa¨tzlich soll das Toolkit offen fu¨r Erweiterungen sein.
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AssetBundles-Erweiterung Die AssetBundles befinden sich in einem zuga¨nglichen
Ordner der Toolkit Ordnersturktur. Dort ist es mo¨glich, diese nach belieben zu lo¨-
schen, verschieben, umzubennen und neue hinzuzufu¨gen. Neue Assetbundles mu¨ssen
lediglich in den AssetBundle-Ordner verschoben werden. Die Angabe ihres Pfades in
einer XML-Objekt-Datei, welche wiederum in der genutzten XML-Startbedingung
vorkommt, ist ausreichend, um diese zu laden. A¨hnlich verha¨lt es sich mit A¨nderun-
gen oder Neuerungen der XML-Dateien.
XML-Dateien-Erweiterung Damit XML-Dateien fu¨r A¨nderungen und Erweite-
rungen offen sind befinden sich, diese in einem zuga¨nglichen Ordner innerhalb der
Toolkit Ordnerstruktur. Um XML-Dateien zu a¨ndern oder zu erzeugen, genu¨gt die
Editierung. Beziehungsweise Erstellung, mithilfe eines Texteditors, welcher die UTF-
8-Kodierung Unterstu¨tzung. Bei der Erstellen von neuen XML-Dateien findet der
Nutzer Unterstu¨tzung durch Templates (dt. Vorlagen) zu den XML-Dateitypen.
Bei A¨nder- und Neuerungen ist es essenziell, dass die Ordnerstruktur des Sys-
tems eingehalten wird, da hierbei andernfalls Fehler auftreten, welche das Toolkit
an der Ausfu¨hrung hindern. Um beispielsweise eine neue XML-Starbedingung zu
verwenden, ist es erforderlich, dem Softwaresystem ihren Pfad anzugeben (siehe
4.6.4). A¨hnlich verha¨lt es sich mit einem neuen XML-Objekt. Um dieses zu nut-
zen muss sein relativer Pfad vom Objekt-XML-Ordner ausgehend in einer XML-
Startbedingung auftauchen. Zusammenfassend verha¨lt es sich mit neuen Assetbund-
les, XML-Startbedingungen und XML-Objekten so, dass diese in ihre jeweiligen
Ordner verschoben und durch Referenzpfade im spa¨teren Progammablauf geladen
werden. Desweiteren ist es realisierbar XML-Dateien in ihrer Hierarchie unter der
Bedingung zu erweitern, dass die aktuellen Relationen bestehen bleiben.
Behaviour-Erweiterung Bei Behaviour-Klassen ist die Lage hingegen anders. Sie
befinden sich nicht in Ordnern außerhalb des Programms. Die Instanziierung ist zur
Laufzeit zwar mo¨glich, aber nicht die Definition. Bei A¨nder- und Neuerungen ist es
unausweichlich, das Programm neu zu u¨bersetzen. Nur so ist es mo¨glich, bestehende
Klassen von der Existenz der neu hinzugekommenen zu informieren. Dieser Vor-
gang verlangt das Unityprojekt (siehe 2.2.2) innerhalb der Unity Engine zu o¨ffnen.
Dort besteht die Mo¨glichkeit, Klassen innerhalb von Skripten zu bearbeiten. Das
Anlegen neuer Skripte ist ebenfalls durchfu¨hrbar. Um neue konkrete Behaviour-
Klassen anzulegen erben diese von der abstrakten Behaviour-Klasse. Zusa¨tzlich ist
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es erforderlich, die abstrakten Funktionen der Behaviour-Klasse zu implementieren.
Anschließend ist es unerla¨sslich, das Projekt zu speichern und ein neues Build (siehe
2.2.2) zu erstellen. Dabei einsteht das komplette Programm neu und entha¨lt alle
Behaviour-A¨nderungen.
4.6. Funktionen des Systems
Diese Abschnitt befasst sich mit der Implementierung des Toolkits, welches die
Aufgaben des Ladens und Instanziieren u¨bernimmt.
4.6.1. Singleton mit MonoBehaviour-Klassen
Das Singleton-Muster unter Verwendung von MonoBehaviour-Instanzen (siehe 2.2.2)
gestaltet sich anders als im Muster beschrieben. Die Erzeugung von MonoBehaviour-
Klassen durch Skripts wird durch die addComponent Funktion realisiert. Diese
u¨bernimmt die direkte Instanziierung, welche im Singleton-Muster unterbunden wird
(siehe 2.4.2). Um trotz der Instanziierung durch MonoBehaviour ein Singleton zu
realisieren, muss nach der Instanziierung eine Pru¨fung stattfinden, ob bereits eine
Instanz der Klasse existiert. Falls nicht, referenziert sich die Instanz selber in ihrer
static-Variable vom Typ der eigenen Klasse. Andernfalls zersto¨rt sich die Instanz
umgehend selbst durch die MonoBehaviour Funktion Destroy (siehe [Uni17, ]). In
der Abbildung 4.6 ist ein MonoBehaviour Singleton Umgesetzt.
4.6.2. Startbedingungen laden
Die Datenhaltung findet auf zwei Ebenen statt. Zu einem gibt es die XML-Startbedingung,
welche ein ganzes Szenario definiert und die XML-Objekte, welche einzelne Objekte
darstellen und als Bausteine fu¨r diese Szenarios fungieren. Die StarbedingungAuslesen-
Klasse u¨bernimmt die Aufgabe die XML-Startbedingung zu laden und Auszulesen.
Anschließend leitet sie die XML-Objekte die sich in einer XML-Startbedingung
befinden an die Facory weiter, wo ihre Instanziierung erfolgt.
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Abbildung 4.6.: Die Umsetzung eines Singletons innerhalb einer MonoBehaviour-
Klasse
Die StartbedingungKlasse implementiert eine Funktion namens StartbedingungAus-
fu¨hren. Sie erha¨lt beim Aufruf u¨ber ihren Konstruktor einen Pfad zu einer XML-
Startbedingung in Form einer Zeichenkette. Die Funktion la¨dt das XML-Dokument
als Zeichenkette und parst es anschließend in ein XmlDocument (siehe 2.3). An-
schließend pru¨ft sie auf den Inhalt des <Type>-Tags und sucht diee Elemente vom
Tag-<Objekt> innerhalb des <ObjekteListe>-Knotens. Jedes Element vom Typ
<Objekt> wird an die Factory weitergeleitet. Diese U¨bernimmt anschließend die
Aufgabe der Instanziierung.
4.6.3. Die Factory-Klasse
Die Factory-Klasse u¨bernimmt vorrangig folgende Aufgaben, in ihr findet das Aus-
lesen der XML-Objekte und deren Instanziierung dieser durch die Umsetzung des
Entwurfsmusters Factory-Method statt. In ihr findet zudem die Implementierung
des Singleton-Musters Anwendung.
XML-Objekte auslesen In 4.6.2 ist beschrieben wie XML-Startbedingungen aus-
gelesen und verarbeitet werden. Anschließend findet die Weiterleitung der ausgelese-
nen XML-Objekte an die Factory statt, wo ihre Instanziierung erfolgt. Die Factory-
Klasse erha¨lt eine Funktion namens InstanziiereObjekt. Diese bekommt einen Xml-
Node im Konstruktor u¨bergeben und erwartet, dass es sich um ein <Objekt>-
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Element aus einer XML-Startbedindung (siehe 4.2.2) handelt. Dieser Knoten entha¨lt
den Pfad zur eigentlichen XML-Objekt-Datei innerhalb des <Pfad>-Tags. Der Text
der XML-Objekt-Datei wird geladen und zu einem XmlDocument geparst. Dort
findet zuerst die Abfrage des <Type>-Tags (siehe 4.2) statt. Ergeben sich keine
Probleme folgt das Laden der AssetBundles und Behaviour-Klassen.
Objekt-Klassen-Instanziierung Fu¨r jedes XML-Objekt instanziiert die Facory ein
GameObject und eine Objekt-Klasse, sogar wenn keine AssetBundles und Behaviour-
Klassen angegeben sind. Die Instanz der Objekt-Klasse wird als Component an
das GameObject gehangen. Das GameObjekt steht u¨bergeordnet fu¨r das XML-
Objekt.
AssetBundles Laden Unter den Umsta¨nden, dass in der XML-Objekt-Datei ein
gu¨ltiger Pfad als Wert des <ModellPfad>-Tags eingetragen ist, liest die Factory
das AssetBundle ein. Unity bietet hierfu¨r die Funktion Assetbundle.LoadFromFile,
welche im Konstruktor einen Pfad zu einem AssetBundle erwartet [Uni17, ]. Die
Factory instanziiert die in dem AssetBundle befindlichen Assets als GameObjects
und ordnet sie in der Hierarchie unter dem GameObjekt an, dass stellvertretend fu¨r
das XML-Objekt steht.
Behaviour-Instanziierung Anschließend erfolgt das Auslesen der Behaviour-Klassen.
Unter dem <BehaviourListe>-Tag befinden sich alle zu instanziierenden Behaviours.
Repra¨sentiert durch Elemente vom Typ des <Behaviour>-Tags. Um diese zu instan-
ziieren, ist es essenziell in Erfahrung zu bringen, ob diese Werte fu¨r den Konstruk-
tor u¨bergeben werden. Andernfalls fa¨nde unter Verwendung eines ungu¨ltigen Kon-
struktors keine Instanziierung statt. Unter dem <WerteListe>-Tag befinden sich,
falls angegeben, <WertObjekt>-Elemente. Jedes Element WertObjekt besitzt zwei
Unterknoten. Einer gibt den Datentyp, der andere den Wert an. Die Zeichenkette
der Werte wird ausgelesen und in ihren Datentyp geparst. Ist dies nicht mo¨glich,
erfolgt eine Weiterleitung an die Fehlerklasse (siehe 4.7). Alle fu¨r den Konstruktor
einer Behaviour-Klasse beno¨tigten Attribute werden in einem Array gespeichert.
Die erste Stelle nimmt dabei immer die Objekt-Klasse ein, ihr folgen die Werte
aus dem XML-Objekt. Dabei ist es wichtig, dass die Reihenfolge der Datentypen
aus dem Attribute-Array, identisch mit denen des Konstruktors ist. Anschließend
findet die Instanziierung der konkreten Behaviour-Klassen statt. Dafu¨r bietet C#
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die Funktion Activator.CreateInstance, diese instanziiert das konkrete Behaviour
durch ihren Namen und die Konstruktorwerte aus dem Array, wie in Abbildung 4.7
zu sehen.
Abbildung 4.7.: Der Abgebildete C# Code instanziiert eine konkrete Behaviour-
Klasse und u¨bergibt ihr dabei beno¨tigte Konstruktorwerte. Fu¨r den
Fall eines Fehlers wird dieser an die FehlerKlasse weitergeleitet.
4.6.4. Die Pfad-Klasse
Aus Portierbarkeitsgru¨nden ist es gu¨nstig, die Pfadreferenzen von Dateien relativ
von ihrem zugeho¨rigen Ordner im Wurzelverzeichnis aus zu Ta¨tigen. Die Pfad-Klasse
implementiert diese Funktionalita¨t. Sie wandelt die relativen Pfadangaben in abso-
lute um. Fu¨r jedes Verzeichnis mit referenzierbaren Inhalten stellt die Pfad Klasse
eine Funktion zur Pfadumwandlung bereit. Damit diese Transformation geschehen
kann, muss die Pfadklasse u¨ber den Ort des Wurzelverzeichnisses informiert werden
(siehe Abbildung 4.8). Anschließend erzeugt sie von diesem ausgehend die absoluten
Pfade zu den relativen Angaben. Ein Codebeispiel fu¨r die Implementierung ist in
Abbildung 4.9 zu sehen.
Pfadangabe des Wurzelverzeichnisses sowie der XML-Startbedingung Um die
Pfadangabe zum Wurzelverzeichnis sowie zur XML-Startbedingung zu ermo¨glichen,
hat der Anwender der Software zu Programmstart die Mo¨glichkeit, die Pfadangaben
zu ta¨tigen beziehungsweise sie zu vera¨ndern. Das Fenster zur Pfadangabe ist in
Abbildung 4.10 zu sehen. Die Unity Engine ermo¨glicht durch die PlayerPrefs-Klasse
kleinere primitive Daten persistent u¨ber Referenz eines Schlu¨ssel zu hinterlegen
[Uni17, ]. Der eingegebene Pfad wird mittels dieser Klasse gespeichert und zur
na¨chsten Ausfu¨hrung geladen.
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Abbildung 4.8.: Der Abgebildete C# Code setzt den Pfad zum Wurzelverzeichnis
innerhalb der Pfad Klasse, außerdem findet eine U¨berpru¨fung statt,
ob es sich bei dem Pfad um einen existenten und erreichbaren Ord-
ner handelt
Abbildung 4.9.: Die abgebildete, in C# implementierte, Funktion wandelt einen
relativen XML-Objekt-Pfad in einen absoluten XML-Objekt-Pfad
um.
4.7. Usability und Umsetzung
In diesem Abschnitt findet die Beschreibung der Implementierung von benutzer-
freundlichen Funktionen des Toolkits statt. Die Usability-Verfahren sind im Ab-
schnitt 3.7 erla¨utert.
Fehler Falls im Ablauf mit XML-Dateien und dem Lade- bzw. Instanziierungsvor-
gang Fehler auftreten, findet die Weiterleitung an die Fehlerklasse statt. Je nach
Vorkommen des Fehler sind verschiedene Variablen nu¨tzlich, um diesen ausfindig
zu machen. Die Klasse stellt also fu¨r verschiedene Fehlerarten Funktionen mit an-
gepassten Parametern bereit. U¨ber den Konstruktor der Funktionen u¨bergibt das
aufrufende Objekt Details zum Fehler und die Fehler-Klasse erstellt aus diesen eine
Nachricht, welche das im Ablauf entstandene Problem wiedergibt sowie, falls es
mo¨glich ist, den Ort des Fehlers spezifiziert. Die Darstellung des Fehlers findet u¨ber
eine Textausgabe auf dem Bildschirm statt, wie die Abbildung 4.11 zeigt.
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Abbildung 4.10.: Dieses Fenster erscheint zum Programmstart. Es gibt dem Nut-
zer die Mo¨glichkeit Pfadangaben zu ta¨tigen. Fu¨r den Wurzelver-
zeichnispfad und den XML-Startbedingungspfad existieren separa-
te Eingabefelder.
Abbildung 4.11.: Eine Fehlernachricht entstanden durch einen Wert der nicht zu
angegebenen Werttyp passt.
Haptik des Vive Controllers Der Vive Controller bietet die Mo¨glichkeit ein hap-
tisches Feedback zu erzeugen. Dafu¨r existiert eine bereitgestellte Funktion Trigger-
HapticPulse [Uni17, ]. Diese sorgt dafu¨r, dass der Vive Controller vibriert.
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Optisches Feedback Das optische Feedback besteht aus der Fa¨rbung von Objek-
ten wie in 3.7 beschrieben. Wenn der Benutzer die Pipette nutzt, beha¨lt sie ihre
urspru¨ngliche Materialfarbe bei. In Abbildung 4.12 ist dieser Zustand zu sehen.
Befindet sich aber eine Pipette nahe genug am Pipettenhalter, so lo¨st sie die Vera¨n-
derung der Farbe des Pipettenmaterials in gru¨n aus, wie in Abbildung 4.13 zu sehen
ist. Wird sie nun losgelassen, so wird das Material wieder in den Ausganszustand
versetzt und die Pipette an den Halter positioniert, verdeutlicht in Abbildung 4.14
.
Abbildung 4.12.: Die Pipette befindet sich noch nicht im Bereich, um sie zuru¨ck an
die Halterung anzubringen. Ihre Farbe verbleibt unvera¨ndert.
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Abbildung 4.13.: Die Pipette hat den Bereich erreicht in welchen sie, wenn sie los-
gelassen wird, an den Pipettenhalter positioniert wird. Die gru¨ne
Farbe indiziert diesen Sachverhalt.
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Abbildung 4.14.: Die Pipette befindet sich nun wieder am Pipettenhalter und auch
die Materialfarbe hat ihren Ausganszustand eingenommen
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Dieses Kapitel befasst sich mit der entstandenen Software. Dabei wird auf den
Nutzen sowie auf die Vor- und Nachteile des Systems eingegangen. Die benutzer-
freundlichen Methoden, sowie entstandene Probleme werden ausgewertet.
5.1. Versuch Bedienbarkeit des Systems
Das entstandene System erfu¨llt das im Kapitel 1 definierte Ziel der Arbeit. Asset-
Bundles und Behaviour-Klassen ko¨nnen u¨ber dieses geladen werden. Ein Versuch soll
pru¨fen, ob es einen Probanden ohne nennenswerte Informatikkenntnissen mo¨glich ist,
das System zu nutzen.
5.1.1. Versuchsaufbau
Ein Versuchsaufbau wurde definiert. Der Proband hat die Aufgabe dem System
eine neue XML-Objekt-Datei zuzufu¨hren und diese anschließend durch die Software
laden zu lassen. Dazu erha¨lt er einen Build des in dieser Arbeit entstandenen Pro-
jektes, sowie einen Wurzelverzeichnis-Ordner und eine Anleitung im PDF-Format.
In der Anleitung wird erkla¨rt, wie ein extra bereitgestelltes AssetBundle durch eine
neue XML-Objekt-Datei zusammen mit einer Behaviour-Klasse geladen wird (siehe
A.1.1). Der Proband soll die Aufgaben mittels der Anleitung ohne Hilfe von außen
lo¨sen. Dieser Versuch findet in 2 Durchga¨ngen statt, um zu ermitteln, wie lange
es dauert das Softwaresystem ohne menschliche Hilfe zu bedienen. Des weiteren
ergibt sich aus der Zeit des zweiten Durchlaufes, wie gut sich der Proband in die
Funktionsweise des Systems eingefunden hat. Der Proband bleibt hierbei anonym.
Der Versuch findet auf dem in Tabelle 5.1 spezifizierten Computer statt.
51
5. Evaluation
Systeminformationen
Betriebssystem Windows 10 Enterprise 2016 LTSB 64-Bit-Version (10.0,
Build 14393)
Prozessor Intel(R) Core(TM) i7-6700 CPU @ 3.40GHz
Speicher 32768MB RAM
Grafikkarte NIVIDA GeForce 1080 8 GB GDDR5X
Tabelle 5.1.: Systeminformationen
5.1.2. Ergebnis des Versuchs
Der Proband hat das System in beiden Durchla¨ufen erfolgreich bedienen ko¨nnen.
Dabei hat der erste Durchlauf 18 Minuten und 13 Sekunden in Anspruch genom-
men. Dabei ist zu beru¨cksichtigen das dieser Durchlauf den ersten Kontakt mit dem
System darstellt und zusa¨tzliche Zeit fu¨r das komplette Lesen der Anleitung beno¨tigt
wurde. Der zweite Durchlauf konnte in nur 4 Minuten und 28 Sekunden ausgefu¨hrt
werden.
5.1.3. Auswertung des Versuches
Der Versuch zeigt, dass es einem Anwender ohne spezielle Informatikkenntnisse
mo¨glich ist, das Softwaresystem zu bedienen. Nach bereits einem Versuch fa¨ngt
dieser an, sich in das System einzufinden. Die Anleitung hilft, das Versta¨ndnis fu¨r
die Arbeit mit dem Softwaresystem zu pra¨gen.
5.2. Aufgetretene Probleme
Wa¨hrend der Entwicklung und Implementierung sind Probleme aufgetreten. Wie
diese gelo¨st wurden wird in diesem Abschnitt erla¨utert.
Wiederholendes laden eines AssetBundles Urspru¨nglich sollten AssetBundles
jedes mal geladen werden, wenn sie in einer zu ladenden XML-Objekt-Datei vor-
kommen. Dabei ist es vorgekommen das AssetBundles mehrfach auftauchten (bei-
spielsweise wenn eine XML-Objekt-Datei mehrfach geladen wird). Dies fu¨hrte zu
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einen Fehler innerhalb der Unity Engine-Schnittstelle und damit zum Ausfall des
Systems. Als anfa¨ngliche Problemumgehung wurden AssetBundles nach dem La-
den und Instanziieren wieder gelo¨scht. Die Softwareplattform war danach wieder
ausfu¨hrbar, litt jedoch unter teilweise fehlenden Texturen. Der Grund fu¨r dieses
Verhalten ist unbekannt. Gelo¨st wurde das Problem schließlich durch ein Dictionary
(dt. Wo¨rterbuch). Ein Dictionary ist ein Konstrukt in der Informatik, welches Ob-
jekte und Schlu¨ssel, bestehend aus Zeichenketten, zusammen koppelt. Immer wenn
ein AssetBundle geladen werden soll, pru¨ft die Software, ob sich dessen Pfad im
Dictionary befindet. Ist dem nicht so, la¨dt das Softwaresystem das AssetBundle
und fu¨gt dieses dem Dictionary hinzu. Die Assets werden instanziiert und der der
Pfad wird als Schlu¨ssel im Dictionary angegeben. Ist der Pfad bereits im Dictionary
vorhanden, so findet dieses das zugeho¨rige AssetBundle. Die in diesem befindlichen
Assets gilt es anschließend wie gewohnt zu instanziieren.
Positionierung neuer Objekte Beim Laden neuer AssetBundles und XML-Objekt-
Dateien entstand das Problem der Positionierung. Nutzer sollen ohne Nutzung der
Unity Engine in der Lage sein AssetBundles zu laden, ko¨nnen aber schlecht abscha¨t-
zen, welche Position in der XML-Startbedingung angegeben werden muss damit
die Instanziierung an der gewu¨nschten Stelle stattfindet. Als Lo¨sung des Problems
kommt der Positionswu¨rfel zum Einsatz. Der Positionswu¨rfel ist ein interagierbarer
Wu¨rfel, der seine aktuelle Position anzeigt (siehe 5.1). Er kann mittels des Control-
lers aufgenommen und neu positioniert werden. Dadurch entsteht die Mo¨glichkeit,
Objekte ohne Hilfe der Unity Engine an gewu¨nschten Stellen zu positionieren.
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Abbildung 5.1.: Der Postionswu¨rfel zeigt seine Position im Unity-World-Space an
[Uni17, ].
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6. Zusammenfassung und Ausblick
Eine Zusammenfassung, sowie der Ausblick auf Erweiterungsmo¨glichkeiten sind In-
halt dieses Kapitels. Ziel der Arbeit ist es, wie in Kapitel 1 beschrieben, eine Soft-
wareplattform zu implementieren, die es einer Unity-Anwendung ermo¨glicht, Inhalte
konfigurier- und erweiterbar zu gestalten. Die im Kapitel 2 gesammelten Informa-
tionen bilden die Grundlage fu¨r den weiteren Verlauf und die Konzeptionierung im
Kapitel 3. Dort findet die Spezifizierung des Softwaresystems statt. Die Evaluation
der Funktionalita¨t erfolgt im Kapitel 5.
Als Ergebnis der Arbeit ist ein System entstanden, das die erweiterte Funktionalita¨t
des dynamischen, konfigurierbaren modularen Ladens zur Laufzeit realisiert. Des
weiteren wurden nutzerfreundliche Konzepte fu¨r den Anwendungsfall des Pipettie-
rens umgesetzt.
6.1. Ausblick
Fu¨r das entstandene Softwaresystem sind Erweiterungsmo¨glichkeiten vorhanden.
Nutzerfreundliche Ru¨ckmeldungen finden aktuell auf optisch- und haptischen Kana¨-
len statt. Eine Erweiterungsmo¨glichkeit besteht in der zusa¨tzlichen Unterstu¨tzung
von akustischen Signalen als Ru¨ckmeldung.
Arbeit mit XML-Dateien finden u¨ber einen Texteditor statt. Hierbei ist die Gefahr
der Erstellung fehlerhafter Inhalte groß. Die Erweiterung durch einen visuellen XML-
Editor bringt Vorteile. Ein solcher ko¨nnte als Funktionalita¨t Kenntnisse u¨ber Dateien
des Wurzelverzeichnisses sammeln und bereitstellen. Dadurch mu¨ssten Anwender
keine XML-Dateien a¨ndern, sondern ko¨nnen u¨ber ein User-Interface alle no¨tigen
Konfigurationen vornehmen.
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6.2. Fazit
Das Softwaresystem erfu¨llt die Anforderungen des dynamischen und konfigurier-
baren Ladens von Modulen in Form von AssetBundles. In Kooperation mit Kerstin
Knura (Hochschule Mittweida) ist eine konfigurierbare Laborumgebung fu¨r die Simu-
lation des Pipettiervorgangs entstanden. Diese ist zudem a¨nder- und erweiterbar.
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