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I 
Povzetek 
 
 
Diplomska naloga opisuje zgradbo in delovanje sistema na čipu z operacijskim sistemom 
Linux. V prvem delu je predstavljena strojna oprema, ki obsega zgradbo, delovanje in 
povezanost vseh podsklopov sistema. V drugem delu, ki je razdeljen na dva podsklopa, je 
opisana programska oprema. V prvem podsklopu je opisana programska oprema za osnovno 
konfiguracijo sistema, grajenje operacijskega sistema Linux in prevajanje te programske 
opreme v spominske datoteke. V drugem podsklopu je opisana programska oprema za 
shranjevanje podatkov, pridobljenih iz spominske datoteke v spomin sistema na čipu.  
 
Ključne besede:  
sistem na čipu, Linux, OpenRISC 1200, serijski razhroščevalnik, povezovalnik 
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System on chip with operating system Linux 
 
Abstract  
 
The thesis explains the architecture and the operation of a System-on-Chip, running the 
operating system Linux. The first section covers the description of hardware, which includes 
system cores interconnect and it's operation. The second section covers the software and is 
divided into two subsections. First, it describes the software for system's basic configuration, 
Linux compiling and the translation of program code into memory files and second, it 
continues with the description of software for loading the contents of a memory file onto the 
memory of the System-on-Chip. 
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1. UVOD 
 
Sistem na čipu je integrirano vezje, ki ima vgrajene vse potrebne dele za delovanje 
elektronskega sistema na enem čipu. Ker ima sistem centralno procesno enoto in večino 
potrebne periferije vgrajene že v čipu, je primeren predvsem za uporabo v aplikacijah, kjer je 
izkazana potreba po visoki hitrosti in majhni porabi na sicer majhno zasedeno površino. 
Sistem običajno poganja zmogljivejši procesor, ki je zmožen delovati s programsko opremo, 
kot je na primer operacijski sistem Linux [1]. Realizacija je možna s pomočjo naprave FPGA, 
ki je sestavljena iz množice povezanih programirljivih logičnih blokov. S pomočjo 
programiranja teh blokov in povezav lahko sestavimo poljubno digitalno vezje. Odprta koda 
številnih digitalnih vezij je objavljena na spletnem portalu OpenCores [2]. 
Ker integrirana vezja z vedno večjim številom logičnih vrat postajajo vse bolj zapletena, je 
čas za razvoj novih daljši, posledično pa se večajo tudi stroški in končna cena izdelka. Zato so 
se posamezniki odločili, da ustanovijo spletni portal OpenCores, kjer se koda jeder digitalnih 
vezij širi v odprti obliki pod licenco LGPL. Razvijalci in podjetja lahko tako integrirajo 
objavljena digitalna vezja v svoj izdelek. Licenca jih zavezuje le, da kakršnekoli modifikacije 
pridobljene kode objavijo v odprti obliki, ni pa jim treba objaviti tudi kode lastnega izdelka. 
Prednost odprte kode je v tem, da ima vsako jedro digitalnega vezja svoje uporabnike, ki 
zagotavljajo pomoč novemu uporabniku, dokumentacijo in primere implementacije jedra. 
Zmanjša pa se tudi čas verifikacije. Na strani najdemo tudi številna orodja in programsko 
opremo [3]. 
Ideja za razvoj sistema na čipu je nastala kot nadgradnja naloge za zaposlitev pri podjetju 
Aptina. Na začetku je naloga obsegala realizacijo povezave med jedri in povezavo do zunanje 
spominske periferije. Zastavljeno vezje je vsebovalo tudi jedro za razhroščevanje z vhodom 
JTAG. Sporazumevanje z razhroščevalnikom je bilo izvedeno s pomočjo programske opreme, 
paralelnega izhoda osebnega računalnika in strojne opreme za prevajanje paralelnega vodila v 
signale JTAG. Ker je paralelni izhod na današnjih osebnih računalnikih redkost, sem razvil 
novo jedro za razhroščevanje s serijskim vhodom in potrebno programsko opremo za 
komuniciranje preko serijskega izhoda. Prednost novega razhroščevalnika je tudi v tem, da ni 
potrebe po dodatni strojni opremi. Sistem na čipu sem na koncu opremil še z operacijskim 
sistemom Linux. 
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2. STROJNA OPREMA 
 
V poglavju sta predstavljena zgradba in delovanje sistema na čipu. Jedra procesorja [5], 
serijske komunikacije [6] in urejevalnika spomina [7] so bila pridobljena na spletni strani 
OpenCores, urejevalnik komunikacije in razhroščevalnik pa sem razvil sam. 
 
2.1 ARHITEKTURA 
 
FPGA
Procesor
Razhroščevalnik
Serijska komunikacija
Urejevalnik spomina
Urejevalnik 
komunikacije
WB WB
WBWB
WB
UART
UART
spomin
Prekinitev
 
Slika 2.1: Arhitektura sistema na čipu. 
 
Sistem je sestavljen iz dveh gospodarjev (ang. master) in dveh sužnjev (ang. slave). 
Gospodarja sta procesor in razhroščevalnik (ang. debugger). Sužnja sta urejevalnik spomina 
(ang. memory controller) in modul za serijsko komunikacijo. Gospodarji in sužnji so med 
seboj povezani preko modula za urejevanje komunikacije. Urejevalnik spomina je povezan z 
zunanjim spominom. Prav tako sta z zunanjim svetom povezana razhroščevalnik in modul za 
serijsko komunikacijo. Komunikacija med moduli v notranjosti FPGA poteka preko vodila 
Wishbone (WB), izjema je signal prekinitve med modulom za serijsko komunikacijo in 
procesorjem. 
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2.2 VODILO WISHBONE 
 
Wishbone je odprtokodno paralelno vodilo, namenjeno komunikaciji med moduli v 
integriranih vezjih [4].  
 
 
Slika 2.2: Povezave gospodar-suženj. 
 
2.2.1 Opis signalov [8] 
 
Sistem (sysCon) modulom zagotavlja: 
- Signal za ponastavljanje RST. 
- Sistemsko uro CLK. 
Skupni signali sužnju in gospodarju so: 
- CLK_I je vhodni signal sistemske ure, ki služi koordiniranju logičnih vezij. 
- DAT_I je vhodno večbitno podatkovno vodilo.  
- DAT_O je izhodno večbitno podatkovno vodilo. 
- RST_I je vhodni signal za ponastavljanje. 
Signali gospodarja: 
- ACK_I je vhodni signal, ki z visokim nivojem pokaže na veljaven zaključek cikla na 
vodilu. 
- ADR_O je izhodno večbitno naslovno vodilo. 
- CYC_O je izhodni signal, ki z visokim nivojem pokaže veljaven cikel na vodilu. 
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- SEL_O je večbitno izhodno vodilo, ki prikazuje, kje na podatkovnem vodilu se 
nahajajo podatki. 
- STB_O je izhodni signal, ki z visokim nivojem pokaže na veljaven cikel prenosa 
podatkov. 
- WE_O je izhodni signal, ki pokaže, ali je trenutni cikel namenjen branju ali pisanju 
podatkov. 
 
Signali sužnja: 
- ACK_O je izhodni signal, ki z visokim nivojem sporoča veljaven zaključek cikla na 
vodilu. 
- ADR_I je večbitno vhodno naslovno vodilo. 
- CYC_I je vhodni signal, ki z visokim nivojem pokaže veljaven cikel na vodilu. 
- SEL_I je večbitno vhodno vodilo, ki prikazuje, kje na podatkovnem vodilu se nahajajo 
podatki. 
- STB_I je vhodni signal, ki z visokim nivojem pokaže, da je suženj izbran.  
- WE_I je vhodni signal, ki pokaže, ali je trenutni cikel namenjen branju ali pisanju 
podatkov. 
 
Signali TAGN v sistemu niso bili uporabljeni, zato so pri opisu izpuščeni.  
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2.2.2 Branje in pisanje [8] 
 
 
 
Slika 2.3: Nivoji signalov Wishbone pri pisanju. 
 
Prvi visoki nivo CLK_I: 
- Gospodar nastavi veljaven naslov na vodilo ADR_O. 
- Gospodar negira WE_O in s tem pokaže, da želi brati podatke. 
- Gospodar z SEL_O nakaže, kje na DAT_I pričakuje podatek. 
- Gospodar postavi STB_O in CYC_O, da nakaže začetek cikla. 
Drugi visoki nivo CLK_I:  
- Suženj poda zahtevane veljavne podatke na DAT_I in odgovori z visokim nivojem 
ACK_I. 
Tretji visoki nivo CLK_I: 
- Gospodar shrani podatke. 
- Gospodar negira STB_O in CYC_O, da pokaže na zaključek cikla. 
- Suženj negira ACK_I. 
 
 
 
Pri pisanju podatkov velja podobno, le da je WE_O na visokem nivoju in gospodar poda 
veljavne podatke na liniji DAT_O. 
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2.2.3 Branje in pisanje različnih dolžin podatkov 
 
Tabela 2.4 prikazuje stanje SEL in podatkovnega vodila ob branju ali pisanju. Glede na 
najnižja bita naslovnega vodila se določi vrednost vodila SEL. S črko 'P' je označen štiribitni 
podatek, ki se mora nahajati na primernem mestu na podatkovnem vodilu. Branje in pisanje 
šestnajstbitnega podatka z naslova 01 in 10 je prepovedano. Prav tako je prepovedano branje 
in pisanje podatka z vseh naslovov razen naslova 00. Opisano stanje signalov nam zagotovi 
usklajenost (ang. memory alignment) pri branju ali pisanju podatkov v registrih in spominu. 
 
Naslov [1:0] Podatek 
Podatkovno 
vodilo 
SEL 
0 0 8 bit 0x_ _ _ _ _ _ P P 0 0 0 1 
0 1 8 bit 0x_ _ _ _ P P _ _ 0 0 1 0 
1 0 8 bit 0x_ _ P P _ _ _ _ 0 1 0 0 
1 1 8 bit 0xP P _ _ _ _ _ _ 1 0 0 0 
0 0 16 bit 0x_ _ _ _ P P P P 0 0 1 1 
0 1 16 bit prepovedano 
1 0 16 bit 0xP P P P _ _ _ _ 1 1 0 0 
1 1 16 bit prepovedano 
0 0 32 bit 0xP P P P P P P P 1 1 1 1 
0 1 32 bit prepovedano 
1 0 32 bit prepovedano 
1 1 32 bit prepovedano 
 
Tabela 2.1: Stanje SEL in podatkovnega vodila ob branju ali pisanju 
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2.3 UREJEVALNIK KOMUNIKACIJE 
 
Urejevalnik komunikacije skrbi, da procesor in razhroščevalnik lahko komunicirata z 
urejevalnikom spomina in modulom za serijsko komunikacijo. 
 
FPGA
Procesor
Razhroščevalnik
Serijska komunikacija
Urejevalnik spomina
Urejevalnik 
komunikacije
RV
UART
IV
PV
UART
 
Slika 2.4: Povezave med gospodarji in sužnji. 
 
Na urejevalnik so s strani gospodarjev priključena tri vodila Wishbone: 
- Razhroščevalno vodilo (RV). 
- Inštrukcijsko vodilo (IV, ang. instruction bus). 
- Podatkovno vodilo (PV, ang. data bus). 
S strani sužnjev pa sta priključeni dve Wishbone vodili. Za vsakega sužnja po eno. 
 
Urejevalnik ima tri naloge: 
- Skrbi, da gospodar komunicira z ustreznim sužnjem. 
- Skrbi, da v kateremkoli trenutku komunicira s sužnjem samo eno vodilo.  
- Določa, katero vodilo naj ima prednost, če je v danem trenutku več zahtevkov za 
komunikacijo z istim sužnjem. 
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2.3.1 Razvrščanje 
 
Če želi v istem trenutku do istega sužnja dostopati več vodil, je potrebno določiti, kateremu 
vodilu bo omogočen dostop. Najvišjo prednost ima razhroščevalno vodilo, saj služi za 
odpravljanje napak, shranjevanje procesorskih inštrukcij v spomin in nastavljanja registrov 
sužnjev. Po prednosti nato sledi podatkovno vodilo. Procesor preko inštrukcijskega vodila 
bere inštrukcije. Če procesor prebere inštrukcijo z ukazom shranjevanja ali branja podatkov, 
se aktivira podatkovno vodilo. To vodilo mora v tem trenutku dobiti prednost, saj bi lahko 
naslednja prebrana inštrukcija podala ukaz, naj procesor operira s prebranim ali shranjenim 
podatkom. Najnižja prednost pripada inštrukcijskemu vodilu. Pomembno je tudi, da v 
primeru, ko komunikacija med sužnjem in gospodarjem že poteka, ta ni prekinjena. Prednosti, 
katero vodilo bo imelo dostop do sužnja, se izražajo v spremenljivki prioriteta. 
 
Zahteva po komunikaciji Prejšnja 
prioriteta 
Sedanja 
prioriteta 
Dostop 
do sužnja RV PV IV 
0 0 1 x x x 0 0 1 IV 
0 1 0 x x x 0 1 0 PV 
0 1 1 0 0 1 0 0 1 IV 
0 1 1 x x 0 0 1 0 PV 
1 0 0 x x x 1 0 0 RV 
1 0 1 0 0 1 0 0 1 IV 
1 0 1 x x 0 1 0 0 RV 
1 1 0 0 1 0 0 1 0 PV 
1 1 0 x 0 x 1 0 0 RV 
1 1 1 0 0 1 0 0 1 IV 
1 1 1 0 1 0 0 1 0 PV 
1 1 1 x 0 0 1 0 0 RV 
 
Tabela 2.2: Dostop vodil do enega izmed sužnjev. 
 
Primer: 
Zahtevo za komunikacijo z modulom za urejanje spomina podata inštrukcijsko in podatkovno 
vodilo. Če je v prejšnjem ciklu imelo dostop do sužnja inštrukcijsko vodilo, ki komunikacije 
še ni končalo, dobi v tem ciklu še enkrat dostop do sužnja inštrukcijsko vodilo, sedanja 
prioriteta je 001. Če v prejšnjem ciklu ni bilo komunikacije med inštrukcijskim vodilom in 
modulom za urejanje spomina, dobi dostop podatkovno vodilo, sedanja prioriteta je 010. 
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2.3.2 Zgradba in delovanje 
 
Razvrščanje zahtevkov
Povezovanje z urejevalnikom 
spomina 
Povezovanje z modulom za 
serijsko komunikacijo 
ram_adr
uart_adr
Urejevalnik spomina
Serijska 
komunikacija
naslov, cyc, stb
naslov, cyc, stb
naslov, cyc, stb
clk, reset
clk, reset
Povratna vezava z 
gospodarji
vhodna vodila Whisbone
clk, reset
izhodni 
signali Wishbone
ram_prior
uart_prior
 
Slika 2.5: Zgradba urejevalnika komunikacije. 
 
Naslovna in podatkovna vodila, ki vstopajo in izstopajo iz urejevalnika, so dvaintridesetbitna. 
Vsa tri Whishbone vodila vstopajo v povezovalna modula. Naslov, cyc in stb signali vstopajo 
še v razvrščevalnik zahtevkov, ki generira signala ram_adr in uart_adr. Razvrščevalnik 
zahtevkov na podlagi štirih najpomembnejših bitov naslovnega vodila (NV), signala cyc in 
stb generira signala uart_adr in ram_adr. 
 
Izsek kode: 
 
assign uart_addr[2:0] = {RNV[31:28] == 1001, PNV[31:28] == 1001, PNV[31:28] == 1001}  
&{RV cyc & stb, PV cyc & stb, IV cyc & stb} 
 
assign ram_addr[2:0]= ~{RNV[31:28] == 1001, PNV[31:28] == 1001, INV[31:28] == 1001}  
   & {RV cyc & stb, PV cyc & stb, IV cyc & stb} 
 
 
Signal ram_adr nosi informacijo, katera vodila želijo komunicirati z urejevalnikom spomina. 
Na podlagi te informacije se v modulu za povezovanje z urejevalnikom spomina generira 
signal prioritete (ram_prior). S pomočjo signala prioritete se sklene želen komunikacijski 
kanal med sužnjem in gospodarjem. Podobno velja tudi za signala uart_adr in uart_prior. 
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2.3.3 Modul za povezovanje z urejevalnikom spomina 
 
Modul za povezovanje z urejevalnikom spomina
Generator 
prioritete
Shranjevalnik 
prioritete
Preklopna logika 
Urejevalnik 
spomina
prejšnja prioriteta
prioriteta
clk, reset
neg_clk, reset
ram_adr
 
Slika 2.6: Zgradba modula za povezovanje z urejevalnikom spomina 
 
Generator prioritete na podlagi ram_adr in prejšnje prioritete določi sedanjo prioriteto. 
Prioriteta preklaplja preklopno logiko, ki povezuje ustrezne Wishbone signale z 
urejevalnikom spomina.  
 
2.3.3.1 Generator prioritete 
 
ram_addr prejšnja prioriteta prioriteta 
0 0 1 x x x 0 0 1 
0 1 0 x x x 0 1 0 
0 1 1 0 0 1 0 0 1 
0 1 1 x x 0 0 1 0 
1 0 0 x x x 1 0 0 
1 0 1 0 0 1 0 0 1 
1 0 1 x x 0 1 0 0 
1 1 0 0 1 0 0 1 0 
1 1 0 x 0 x 1 0 0 
1 1 1 0 0 1 0 0 1 
1 1 1 0 1 0 0 1 0 
1 1 1 x 0 0 1 0 0 
 
Tabela 2.3: Generiranje prioritete na podlagi ram_addr in prejšnje prioritete 
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Izsek kode: 
always @ (posedge clk) 
begin 
 case (ram_addr)  
  3'b000 : prior <= #1 3'b000; 
  3'b001 : prior <= #1 3'b001;  
  3'b010 : prior <= #1 3'b010;  
  3'b011 :  
   if (prejšnja_prior[0]) begin 
    prior <= #1 3'b001;  
   end 
   else begin 
    prior <= #1 3'b010; 
   end 
  … 
 endcase 
end 
 
2.3.3.2 Preklopna logika  
 
Izsek kode: 
 
assign ps_we_o = (prior == 3'b001) ? iv_we  : 
                    (prior == 3'b010) ? pv_we : 
                    (prior == 3'b100) ? rv_we  : 1'b0; 
 
Izsek kode prikazuje realizacijo preklopa na podlagi prioritete za signal WE. V primeru, ko je 
prioriteta 001, se na izhod preklopne logike poveže inštrukcijsko vodilo. V primeru 010 se na 
izhod poveže podatkovno in v primeru 100 razhroščevalno vodilo. Modul za preklopno logiko 
je asinhron in ne potrebuje sistemske ure. 
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2.3.3.3 Povratna vezava z gospodarji 
 
Modul prejme obe prioriteti (uart_prior, ram_prior) ter vse povratne signale sužnjev. Na 
podlagi obeh prioritet modul preklaplja med ustreznimi vodili. 
 
Izsek kode: 
assign uart_ram_prior = {uart_prior, ram_prior} 
always @ (posedge clk) 
begin 
 case (uart_ram_prior) 
  … 
6'b001100: 
begin 
    rv_dataout <= #1 ram_data_i; 
    pv_dataout <= #1 32'h00000000; 
    iv_dataout <= #1 uart_data_i; 
rv_ack_o <= #1 ram_ack_i; 
    pv_ack_o <= #1 1'b0; 
    iv_ack_o <= #1 uart_ack_i; 
 end 
… 
endcase 
end 
 
2.3.3.4 Modul za povezovanje z modulom za serijsko komunikacijo 
 
Modul ima enako zgradbo kot modul za povezovanje z urejevalnikom spomina. Zamenja se le 
vhodni signal ram_adr s signalom uart_adr. 
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2.4 UREJEVALNIK SPOMINA 
 
 
FPGA
Urejevalnik spomina
FLASH
SDRAM
Wishbone
 
Slika 2.7: Povezave urejevalnika spomina 
 
Urejevalnik spomina je priključen z Wishbone vodilom na urejevalnik komunikacije in 
spominskim vodilom na spomin SDRAM in FLASH. Naloga urejevalnika spomina je 
omogočiti dostop do spomina preko Wishbone vodila.  
 
2.4.1 Konfiguracija ob zagonu 
 
Urejevalnik spomina ob signalu za ponastavljanje prebere štiri najnižje bite spominskega 
podatkovnega vodila. Biti se shranijo v registru POC in nosijo informacijo o tipu 
priklopljenega spomina ob signalu za ponastavljanje. 
 
 
Slika 2.8: Nastavitve registra POC. 
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Izsek kode: 
assign mc_dq =  mc_data_oe  ?  mc_data_o    : 
     (rst_r4  ?  {28'hzzz_zzzz, 2'b10, 2'b10}  : 32'hzzzz_zzzz); 
assign mc_data_i = mc_dq; 
 
Izsek kode prikazuje, kako ob signalu za ponastavljanje nastavimo na spominsko podatkovno 
vodilo štiri bite, ki določajo lastnosti priklopljenega spomina ob zagonu. Mc_dq je 
vhodno/izhodno spominsko vodilo za podatke. Če je signal za vklop izhodnih signalov 
(mc_data_oe) visok, potem so na vodilu izhodni podatki. V nasprotnem primeru, ko je 
mc_data_oe nizek, se preveri še pogoj ponastavljanja. Ob signalu za ponastavljanje (rst_r4) so 
na vodilu štirje konfiguracijski biti. V nasprotnem primeru so na vodilu vhodni podatki. 
 
2.4.2 Pomembni registri 
 
Preko Wishbone vodila lahko dostopamo do registrov urejevalnika spomina. Če so biti od 32 
do 29 naslovnega vodila enaki 0b011, potem nas urejevalnik spomina poveže z registri, v 
nasprotnem primeru nas poveže s spominom. 
 
2.4.2.1 Register maske izbire čipa 
 
Spodnjih osem bitov registra določa masko, ki jo uporabljamo pri določanju izbire čipa. 
 
2.4.2.2 Register za nastavljanje izbire čipa  
 
Vsak spomin, ki je priključen na urejevalnik spomina, ima svoj register za nastavljanje izbire 
čipa (CSR). Register nam omogoča, da določimo glavne lastnosti priključenega spomina 
(velikost, širino vodila, tip spomina …) in kdaj naj bo spomin izbran. Register vsebuje 8-bitno 
vrednost, imenovano osnovni naslov. Nad osnovnim naslovom in masko za izbiro čipa se 
izvede logični in. Če je dobljena vrednost enaka bitom od 28 do 21 v trenutnem naslovu 
Wishbone naslovnega vodila, potem bo čip izbran.  
 
2.4.2.3 Register za časovne nastavitve 
 
S pomočjo registra za časovne nastavitve (TMS) nastavimo časovne vrednosti spomina (ras, 
cas, burst mode …). 
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2.4.3 Inicializacija 
 
Spomin FLASH želimo na naslovu 0x10000000, saj začne procesor ob zagonu brati prvo 
inštrukcijo na lokaciji 0x10000100. Na naslovu 0x00000000 pa želimo, da se nahaja spomin 
SDRAM. Tako nastavitev dosežemo s prilagoditvijo kode za urejevalnik spomina. V datoteki 
mc_rf.v najprej spremenimo 300. vrstico: 
 
If (rst)  csc_mask_r <= #1 11'h080; 
 
Ta vrstica določa vrednost maske za izbiro čipa ob signalu za ponastavljanje. Prilagoditi je 
treba tudi osnovni naslov v registru za izbiranje spomina FLASH. To naredimo tako, da 181. 
vrstico v datoteki mc_rf_cs spremenimo v: 
 
If (rst_r2)     csc <= #1 (this_cs[2:0] == `MC_DEF_SEL)   ?   
{8'h0,8'h80,10'd0, poc[1:0], 1'b0, poc[3:2], (poc[3:2] != 2'b00)} : 0'h32; 
   … 
 
Podčrtana koda modificira osnovni naslov v vrednost 0x80. Ob signalu za ponastavljanje se 
izvede logični in nad masko (0x80) in osnovnim naslovom (0x80), tako dobljena vrednost se 
primerja z osmimi biti (od 28 do 21) naslovnega vodila. Ker ob signalu za ponastavljanje 
začne brati procesor z naslova 0x10000100, se izbere spomin FLASH. Spremeniti moramo 
tudi 149. vrstico datoteke mc_defines.v : 
  
`define  MC_DEF_POR_TMS  32'h03FFFFFF 
 
Koda določi vrednost registra za časovne nastavitve spomina FLASH ob signalu za 
ponastavljanje.  
Ob prvem zagonu čipa se na spominu FLASH še ne nahajajo inštrukcije, zato bo procesor ob 
prejeti neveljavni inštrukciji skočil v izjemo na naslov 0x700. Slednji pa ne ustreza več 
zgornjemu kriteriju za izbiro spomina FLASH, zato urejevalnik spomina ob prejetem naslovu 
ne odgovori z visokim nivojem signala ACK. Posledično se Wishbone linija do urejevalnika 
spomina blokira. Saj urejevalnik ne dovoli komunikacije drugim vodilom, ker komunikacija z 
inštrukcijskim vodilom še ni zaključena. Temu se izognemo tako, da ob signalu za 
ponastavljanje nastavimo urejevalnik spomina tako, da se na zahtevanem naslovu 0x700 
nahaja spomin SDRAM.  
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V datoteki mc_rf_cs v 181. vrstici dopišemo: 
 
If (rst_r2) csc <= #1 (this_cs[2:0] == `MC_DEF_SEL) ?  
          {8'h0,8'h80,10'd0, poc[1:0], 1'b0, poc[3:2], (poc[3:2] != 2'b00)} :  
          (this_cs[2:0] == `MC_CS1_SEL) ? `MC_CSC1_REG : 32'h0; 
 
Koda ob signalu za ponastavljanje določi nastavitvene registre spomina SDRAM, pri čemer je 
MC_CSC1_REG register za nastavljanje izbira čipa. Register za časovne nastavitve določimo 
s spremembo 190. vrtice v datoteki mc_rf_cs: 
 
If (rst_r3)  tms <= #1 (this_cs[2:0] == `MC_DEF_SEL)    ? 
   `MC_DEF_POR_TMS :(this_cs[2:0] == `MC_CS1_SEL)   ?  
   `MC_TMS1_REG: 32'h0; 
 
Sedaj urejevalnik spomina ob prejetem naslovu 0x700 vrne signal ACK. Kljub temu da smo 
definirali oba nastavitvena registra za spomin SDRAM, pa pisanje in branje v spomin ob 
signalu za ponastavljanje ne delujeta. To sicer ne predstavlja problema, saj ga kasneje 
odpravimo s programskim vpisom v oba registra. Pomembno je le, da procesor ob branju na 
naslovu 0x700 od urejevalnika spomina prejme signal ACK in s tem sprosti Wishbone vodilo. 
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2.5 MODUL ZA SERIJSKO KOMUNIKACIJO 
 
FPGA
Serijska komunikacija
UART
Wishbone
INT
Zunanja naprava
 
Slika 2.9: Povezave modula za serijsko komunikacijo. 
 
Modul za serijsko komunikacijo omogoča serijsko komunikacijo z zunanjo napravo preko 
Wishbone vodila. Vhodni in izhodni signali so: 
- Wisbone vodilo, ki je povezano z urejevalnikom komunikacije. 
- Signal za prekinitev (INT), povezan s procesorjem. 
- Signali UART, ki so povezani z zunanjo napravo. 
 
2.5.1 Pomembnejši registri 
 
Pomembnejši registri so: 
- Oddajni register, ki služi za oddajanje 8-bitnih podatkov. 
- Prejemni register, ki služi za prejemanje 8-bitnih podatkov. 
- Register za vklapljanje prekinitev. 
- Register za identifikacijo prekinitve. 
- Register za nastavitev komunikacije, ki služi nastavitvi paritete, stop bitov, število 
bitov v podatku in dostopu do delitelja ure. 
- Delitelj ure, ki ga sestavljata dva 8-bitna registra (MSB, LSB). 
 
2.5.2 Nastavitev hitrosti komunikacije 
 
Potek nastavitve hitrosti komunikacije: 
- V registru za nastavitev komunikacije vklopimo delitelja ure.  
- Nastavimo registra MSB in LSB.  
- V registru za nastavitev komunikacije izklopimo delitelja ure.  
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Hitrost komunikacije izračunamo po sledeči formuli: 
 
                      
                     
                  
            (1) 
  
 19 
2.6 PROCESOR 
 
OpenRISC 1200 je 32-bitni odprtokodni procesor RISC. RISC so tipi mikroprocesorjev z 
manjšim naborom hitro izvršljivih inštrukcij. Prednost sta hitrost in enostavna zgradba. 
 
FPGA
Procesor OR1200
DBG IV
PV
INT
 
Slika 2.10: Povezave procesorja. 
 
Vhodni in izhodni signali so: 
- Inštrukcijsko (IV) in podatkovno (PV) Wishbone vodilo. 
- Signal za ustavitev (ang. stall) in razhroščevalno Wishbone vodilo za procesor (DBG). 
- Vhodni signal INT, ki sporoča, ali se je v modulu za serijsko komunikacijo zgodila 
prekinitev. 
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2.6.1 Arhitektura  
 
 
Slika 2.11: Zgradba procesorja. 
 
Procesor je sestavljen iz več modulov: 
- CPU/DSC je centralna procesna enota, ki izvršuje inštrukcije in izvaja operacije. 
- Inštrukcijski in podatkovni cache, katerega naloga je, da v svoj interni spomin 
shranjuje podatke, prebrane iz inštrukcijskega in podatkovnega vodila. CPU lahko 
tako hitreje dostopa do podatkov, če so bili ti že shranjeni v cachu. 
- Inštrukcijska in podatkovna enota za urejevanje spomina (MMU), ki izvršuje 
prevajanje iz virtualnih v fizične naslove. 
- Modul za obdelovanje prekinitev (PIC). 
- Časovnik (TICK TIMMER), ki ga uporabljajo operacijski sistemi za natančno 
določevanje časa sistemskih opravil. 
- Razhroščevalni modul (DEBUG) se uporablja v razvojni fazi. Preko modula lahko 
dostopamo do procesorskih registrov. 
- Modul za urejevanje porabe procesorja (POWERM). 
 
2.6.2 Delovanje 
 
V centralni procesni enoti se nahajajo delovni registri, ki so namenjeni začasnemu 
shranjevanju podatkov in vrednosti, ki jih procesor potrebuje za izvajanje inštrukcij. Procesor 
ima nabor 32-bitnih inštrukcij, s katerimi lahko sprogramiramo njegovo obnašanje. Ob 
prižigu začne procesorsko inštrukcijsko vodilo brati iz nastavljene začetne lokacije (naslov 
0h00000100). Če je na lokaciji inštrukcija, jo procesor izvrši in nadaljuje z branjem naslednje. 
Vsaka naslednja inštrukcija se mora nahajati na naslovu, ki je za 32 bitov večji od prejšnjega. 
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Primer: 
 
naslov inštrukcija zahteva po komunikaciji 
0x00000100 movhi r3, 0x1000 Inštrukcijsko vodilo 
0x00000104 ori r3, 0x2000 Inštrukcijsko vodilo 
0x00000108 lwz r4, 0x0(r3) 
Inštrukcijsko in 
podatkovno vodilo 
0x0000010c Neveljavna inštrukcija Inštrukcijsko vodilo 
 
Tabela 2.4: Izvajanje inštrukcij. 
 
Na prvem naslovu se nahaja inštrukcija movhi, ki vrednost 0x1000 zamakne za 16 bitov levo, 
ji doda ničle in dobljeno vrednost shrani v delovni register r3. Register r3 ima sedaj vrednost 
0x10000000. Naslednja inštrukcija izvede logični ali nad registrom r3 in vrednostjo 0x2000. 
Register r3 je enak 0x10002000. Pri prejšnjih inštrukcijah je bilo aktivno samo inštrukcijsko 
vodilo. Inštrukcija lwz pa zahteva, da se podatek, katerega naslov je shranjen v registru r3, 
shrani v register r4. Aktivira se podatkovno vodilo, ki mu urejevalnik komunikacije podeli 
prednost pred inštrukcijskim vodilom. Podatkovno vodilo prebere podatek na naslovu 
0x10002000 in ga shrani v register r4. Po zaključenem shranjevanju procesor nadaljuje z 
branjem inštrukcije na naslovu 0x00000010c, kjer se nahaja neveljavna inštrukcija. Po 
prebrani neveljavni inštrukciji procesor skoči v izjemo na naslov 0x700. 
 
2.6.3 Izjeme 
 
Izjeme so naslovi, na katere procesor skoči v primeru izjemnih dogodkov. Nekatere 
pomembnejše izjeme so: 
- 0x100, visoki nivo signala za ponastavljanje. 
- 0x700, prebrana neveljavna inštrukcija. 
- 0x800, visoki nivo signala za prekinitve. 
 
Na naslovih lahko nastavimo kodo, ki določa obnašanje procesorja v primeru izjeme. 
Procesor si pred skokom na izjemni naslov shrani zadnji naslov inštrukcije pred izjemo. S 
pomočjo izjeme 0x800 je izvršeno branje prejetih podatkov iz modula za serijsko 
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komunikacijo. Po obdelavi prejetega podatka procesor skoči na naslov zadnje inštrukcije pred 
izjemo in nemoteno nadaljuje z branjem inštrukcij. 
 
2.6.4 Nastavitve  
 
V datoteki or1200_defines.v spremenimo začetni naslov 0x100 v naslov 0x10000100: 
 
`define OR1200_BOOT_ADR 32'h10000100.  
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2.7 RAZHROŠČEVALNIK 
 
FPGA
Razhroščevalnik
RV
UART
DBG
 
Slika 2.12: Povezave razhroščevalnika 
 
Vhodni in izhodni signali so: 
- Signal za ustavitev in razhroščevalno Wishbone vodilo za procesor (DBG). 
- Razhroščevalno Wishbone vodilo do urejevalnika komunikacije (RV). 
- Vodilo UART za komunikacijo z zunanjimi napravami (UART). 
 
Namen modula je, da v razvojni fazi preko zunanjega vodila UART omogoča dostop do 
procesorja, modula za serijsko komunikacijo in urejevalnika spomina. Ker razhroščevalnemu 
vodilu urejevalnik komunikacije omogoča največjo prednost, lahko beremo registre obeh 
sužnjev tudi med delovanjem procesorja. Posredno nam preko urejevalnika spomina omogoča 
tudi branje in pisanje v SDRAM in FLASH.  
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2.7.1 Ukazi 
 
Ukaz (ascii znak) Funkcija 
BAUD (b) 
19200 (1) 
Spremeni hitrost komunikacije UART. 
38400 (2) 
57600 (3) 
115200(4) 
QUIT (q) Prekliče ukaz. 
FLASH (f) 
WRITE (w) podatek,naslov Shrani podatek na naslov v spominu FLASH. 
ERASE (e) naslov Izbriše spominsko celico v spominu FLASH. 
CONFIRM (c) Pošlje potrdilo spominu FLASH. 
QUIT (q) Prekliče ukaz. 
CPU (c) 
STALL (s) Ustavi procesor. 
UNSTALL (u) Zažene procesor. 
WRITE (w) podatek,naslov Na naslov v procesorju zapiše podatek. 
READ (r) naslov@podatek Prebere podatek iz naslova v procesorju. 
QUIT (q) Prekliče ukaz. 
WB (w) 
WRITE (w) BYTE (b) podatek,naslov 
Razhroščevalno vodilo zapiše 8-bitni 
podatek na naslov. 
 
WORD (w) podatek,naslov 
Razhroščevalno vodilo zapiše 32-bitni 
podatek na naslov. 
READ (r) Naslov,podatek Razhroščevalno vodilo prebere iz naslova. 
QUIT (q) Prekliče ukaz. 
CONFIRM (enter) Potrdi ukaz. 
 
Tabela 2.5: Seznam veljavnih ukazov razhroščevalnika. 
 
Primer: 
V spomin SDRAM želimo shraniti podatek 0xba5eba11 na naslov 0x0deadbee. Modulu preko 
terminala na osebnem računalniku in kabla RS-232 pošljemo ukaz 
»wwwGHIba5eba11GH0deadbee« in ga potrdimo. Modul nam za vsak poslani znak vrne 
odgovor, tako da se na terminalu izpiše »www___ba5eba11__0deadbee;«. Opazimo, da nam 
modul za vsak neveljaven znak vrne odgovor »_«. Potrditveni ukaz nam vrne »;«. Veljavni 
ukaz nam vrne odmev. Če pošljemo ukaz »www ba5eba11 0deadbee« s presledki, dobimo 
vrnjen niz »www_ba5eba11_0deadbee«. Kadarkoli lahko ukaz tudi prekličemo s pomočjo 
znaka »q«. 
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2.7.2 Delovanje 
 
Razhroščevalnik
Nastavitev serijske 
komunikacije
Prevajalnik ukazev
usmernik
Wishbone urejevalnik Wishbone urejevalnik Wishbone urejevalnik
Serijska komunikacija
Urejevalnik komunikacije ProcesorZunanja naprava
setup
prekinitev
 
 Slika 2.13 Zgradba razhroščevalnika. 
 
Urejevalniki Wishbone skrbijo, da se prejeti podatki iz modula za nastavitev serijske 
komunikacije in prevajalnika ukazov prenašajo po protokolu Wishbone. Do Wishbone 
urejevalnika pred modulom za serijsko komunikacijo imata preko usmernika dostop modul za 
nastavitve in prevajalnik ukazov. Usmernik preklaplja vodili s pomočjo signala setup. Ko je 
setup na visokem nivoju, z Wishbone urejevalnikom komunicira modul za nastavitve. V 
nasprotnem primeru ima dostop do Wishbone urejevalnika prevajalnik ukazov. Ob signalu za 
ponastavitev se aktivira modul za nastavitev serijske komunikacije, ki postavi signal setup na 
visoki nivo. Ko modul nastavi vse pomembnejše lastnosti serijske komunikacije, postavi 
signal setup na nizek nivo in preide v prosti način. V tem načinu modul nadzoruje linijo za 
prekinitve in v primeru prekinitve sporoči modulu za prevajanje ukazov, naj prebere prejeti 
ukaz iz modula za serijsko komunikacijo. Prevajalnik prebere ukaz, odgovori zunanji napravi 
preko serijske komunikacije in v primeru veljavnega ukaza izvede ustrezno nalogo. 
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2.7.3 Wishbone urejevalnik 
 
Wishbone
urejevalnik
naslov
podatek
prejeti
podatek
pisanje
potrditev
pisanja
branje
potrditev 
branja
uspešno
branje
uspešno
pisanje
Wishbone
vodilo
 
Slika 2.14: Vhodni in izhodni signali Wishbone urejevalnika. 
 
2.7.3.1 Pisanje 
 
Urejevalnik prejme s strani modula za nastavitve ali prevajalnika ukazov naslov, podatek in 
visoki nivo signala za pisanje. Urejevalnik v naslednjem ciklu shrani naslov in podatek ter 
potrdi pisanje. Ker je bilo pisanje potrjeno, se vhodni signal za pisanje spusti na nizek nivo. V 
naslednjem ciklu se začne izvrševati Wishbone komunikacija. Po zaključeni komunikaciji 
urejevalnik sporoči, da je bilo pisanje uspešno. 
 
2.7.3.2 Branje 
 
Urejevalnik prejme s strani modula za nastavitve ali prevajalnika ukazov naslov in visoki nivo 
signala za branje. Urejevalnik v naslednjem ciklu shrani naslov ter potrdi branje. Ker je bilo 
branje potrjeno, se vhodni signal za branje spusti na nizek nivo. V naslednjem ciklu se začne 
izvrševati Wishbone komunikacija. Po zaključeni komunikaciji urejevalnik sporoči, da je bilo 
branje uspešno in nastavi prejeti podatek. 
 
2.7.4 Prevajalnik ukazov 
 
Prevajalnik ukazov deluje kot sinhroni avtomat. Glede na prebrani znak lahko prehaja v 
različna stanja. Po stanjih se premika glede na tabelo 2.17.  
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2.7.4.1 Stanja pisanj 
 
Stanja pisanj so vsa stanja, ki so namenjena pisanju podatkov. V njem so veljavni samo 
prejeti znaki '1' do '9', 'a' do 'f', 'A' do 'F', 'q' in potrditveni ukaz. Prejeti znak 'A' je v 
heksadecimalnem zapisu enak 0x41 in ne 0xA. Zato je treba prejete znake najprej pretvoriti v 
ustrezen heksadecimalni zapis. Tako se znaka ‘f’ in ‘F’ (0x66 in 0x46) pretvorita v 
heksadecimalni zapis 0xf. Podobno velja tudi za vse ostale znake, z izjemo znaka ‘q’ in 
potrditvenega ukaza. 
 
Izsek kode: 
parameter [7:0]          
    nf    = 8'h66,  // 'f' 
    nF   = 8'h46,  // 'F' 
…  
case(prejeti_ukaz) 
 … 
         nF: begin hex_podatek <= #1 4'hf; veljaven_hex <= #1 1'b1; end 
         nf: begin hex_podatek <= #1 4'hf; veljaven_hex <= #1 1'b1; end    
 … 
default: veljaven_hex <= #1 1'b0; 
endcase 
 
Slika 2.20 prikazuje potek 32-bitnega pisanja. Prehajanje med stanji pogojuje spremenljivka 
veljaven_hex, ki odraža, ali je bil prejeti ukaz veljaven heksadecimalni znak. Najprej 
zapišemo v osmih korakih vseh 32 bitov podatka, nato vseh 32 bitov naslova. Med vsakim 
korakom imamo možnost, da se z ukazom ‘q’ vrnemo v začetno stanje urejevalnika ukazov. 
Če prejmemo neveljaven znak, ostanemo v istem stanju. V zadnjem koraku naslov in podatek 
potrdimo in pošljemo informacije Wishbone urejevalniku. Podobno velja tudi za 8-bitno 
pisanje, le število korakov pri pisanju podatka je manjše. 
 
Začetno stanje 
pisanja 
Podatek[31:28] 
=
hex_podatek
Podatek[27:24] 
=
hex_podatek
...
Naslov[31:28] 
=
hex_podatek
...
Naslov[3:0] 
=
hex_podatek
veljaven_hex veljaven_hex veljaven_hex veljaven_hex veljaven_hex veljaven_hex
Začetno stanje 
urejevalnika 
ukazev
‘q’
‘q’
Potrditveni ukaz, podatki poslani
‘q’
‘q’‘q’
‘q’
‘q’
Neveljaven
ukaz
Neveljaven
ukaz Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz
 
Slika 2.15: Potek 32- bitnega pisanja. 
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2.7.4.2 Stanja branj 
 
Začetno stanje 
branja 
Naslov[31:28] 
=
hex_podatek
...
Naslov[3:0] 
=
hex_podatek
Podatki poslani
Podatek v ASCII 
kodo 8x
veljaven_hex veljaven_hex veljaven_hex Potrditveni ukaz Branje uspešno
Začetno stanje 
urejevalnika 
ukazev
‘q’
‘q’
Deveti znak
‘q’‘q’
‘q’
Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz Katerikoli znak 8x
 
Slika 2.16: Potek 32-bitnega branja. 
 
Podobno kot pri pisanju se prejeti znaki pretvorijo v ustrezen heksadecimalni zapis. Nato v 
osmih korakih zapišemo naslov in ga potrdimo. Po prejeti potrditvi se naslov pošlje Wishbone 
urejevalniku. Ko ta prebere podatek na danem naslovu, odgovori z visokim nivojem signala 
branje_uspešno. Prejeti podatek se nato prebere iz Wishbone urejevalnika in prevede v 
ustrezen znak ASCII. Nato urejevalnik z vsakim prejetim znakom vrne v odgovoru ustrezen 
heksadecimalni zapis podatka preko serijske komunikacije. Ko urejevalnik prejme deveti 
znak, se vrne v začetno stanje urejevalnika ukazov. 
 
Izsek kode: 
begin 
uart_wishbone_piši_o <= #1 1'b1;  
uart_wishbone_naslov_o <= #1 5'd0; 
if (števec < 4'd8) begin 
case(podatek_v_heksadecimalnem) 
         4'h0: begin uart_wishbone_podatek_o <= #1 n0; end  
                        4'h1: begin uart_wishbone_podatek_o <= #1 n1; end  
                  … 
                  4'hf: begin uart_wishbone_podatek_o <= #1 nf; end 
              endcase 
  števec <= #1 števec + 1'b1 
     end 
       else begin 
        števec <= #1 4'd0; 
  stanje <= #1 začetno_stanje_urejevalnika; 
  uart_wishbone_podatek_o <= #1 POTRDITVENI_UKAZ; 
… 
end 
end 
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2.7.4.3 Nastavitev hitrosti serijske komunikacije 
 
Če želimo spremeniti hitrost serijske komunikacije, lahko to storimo s pomočjo ukaza 'b' in 
znakom za želeno hitrost ('1','2','3' in '4'). Želena hitrost se nato sporoči modulu za nastavitev 
serijske komunikacije s pomočjo signala nastavi_hitrost. 
 
2.7.4.4 Pisanje v spomin SDRAM 
 
Če želimo pisati v SDRAM, lahko to izvedemo z ukazom »www_podatek_naslov«. Pri tem 
moramo paziti, da se na naslovu res nahaja spomin SDRAM. Pisanje se izvede po opisanem 
postopku v poglavju 2.7.4.1 Stanja pisanj. 
 
2.7.4.5 Pisanje v spomin FLASH 
 
Za razliko od spomina SDRAM ima FLASH poseben način pisanja. Spomin FLASH mora 
najprej prejeti ukaz za pisanje. Šele nato prejme podatek in naslov. Na koncu je treba pisanje 
še potrditi. 
 
Začetno stanje 
pisanja 
Podatek[31:28] 
=
hex_podatek
Podatek[27:24] 
=
hex_podatek
...
Naslov[31:28] 
=
hex_podatek
...
Naslov[3:0] 
=
hex_podatek
veljaven_hex
Poslji ukaz za pisanje.
veljaven_hex veljaven_hex veljaven_hex veljaven_hex veljaven_hex
Začetno stanje 
urejevalnika 
ukazev
‘q’
‘q’
Potrditveni ukaz, podatki poslani
Potrditveni ukaz za FLASH.
‘q’
‘q’‘q’
‘q’
‘q’
Neveljaven
ukaz
Neveljaven
ukaz Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz
 
Slika 2.17: Pisanje 32-bitnega podatka v spomin FLASH. 
 
Pisanje je zelo podobno navadnemu pisanju. Razlika je le v tem, da ob prvem in zadnjem 
znaku (veljaven_hex in potrditveni ukaz) pošljemo tudi primerna ukaza za pisanje in 
potrditev. 
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2.7.4.6 Brisanje spomina FLASH 
 
Spomin FLASH je zgrajen iz več spominskih blokov. Vsak blok je skupek spominskih 
lokacij. Zaradi svoje zgradbe spomin FLASH nima opcije, da bi izbrisali podatek na 
določenem spominskem naslovu, pač pa lahko zbrišemo le cel spominski blok, kjer se naslov 
nahaja. 
 
Začetno stanje 
brisanja 
Naslov[31:28] 
=
hex_podatek
...
Naslov[3:0] 
=
hex_podatek
Prvi ukaz poslan
veljaven_hex veljaven_hex veljaven_hex
Sistemska ura
Podatek = ukaz briši flash
Začetno stanje 
urejevalnika 
ukazev
‘q’
‘q’
Potrditveni ukaz
Podatek = ukaz potrdi brisanje
‘q’‘q’
‘q’
Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz
Neveljaven
ukaz
 
Slika 2.18: Brisanje spomina FLASH. 
 
Najprej v osmih korakih podamo naslov spominskega bloka, ki ga želimo izbrisati. Nato na 
podatkovno linijo nastavimo ukaz za brisanje spomina FLASH. Podatki se ob visoki fronti 
sistemske ure pošljejo. Ob potrditvenem ukazu se pošlje še ukaz za potrditev brisanja. 
FLASH mora na koncu prejeti še en ukaz za potrditev, pošiljanje tega ukaza ni realizirano. 
Ker brisanje poteka dlje časa, bi bilo potrebno spremljati poseben register v spominu FLASH, 
ki nam pove, ali je brisanje zaključeno. V času spremljanja tega registra bi bilo delo na 
Wishbone vodilu onemogočeno. Zaradi tega je na strani uporabnika, da po določenem času 
prebere register in pošlje še zadnji potrditveni ukaz. Medtem ko poteka brisanje, lahko tako 
uporabnik nemoteno piše in bere po ostalih predelih sistema. 
 
2.7.4.7 Potrditveni ukaz za FLASH 
 
Prevajalnik ukazov pošlje potrditveni ukaz za FLASH. 
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2.7.4.8 Ustavljanje procesorja 
 
S pomočjo znaka (»cs«) ustavimo vse delo procesorja in s tem v naslednjem procesorskem 
ciklu sprostimo obe procesorski Wishbone vodili. Ob ukazu »cs« se postavi signal za 
ustavljanje procesorja na visoki nivo. Ukaz »cu« pa postavi signal za ustavljanje procesorja v 
nizko stanje in tako zopet zažene procesor. 
 
2.7.4.9 Modul za nastavitev serijske komunikacije 
 
Začetno stanje
Register za 
nastavitev 
komunikacije
Deljitelj MSB Deljitelj LSB ...
nastavi_hitrost,
signal za ponastavljanje
Uspešno_pisanje Uspešno_pisanje Uspešno_pisanje
‘q’
Uspešno_pisanje
 
Slika 2.19: Potek nastavljanja modula za serijsko komunikacijo. 
 
Modul ob signalu za ponastavljanje preide iz začetnega stanja. Izhodni signal setup se dvigne 
na visoki nivo in s tem preklopi usmernik. Nato se nastavita naslov in vrednost registra za 
nastavitev komunikacije. Podatki se pošljejo preko Wishbone urejevalnika v modul za 
serijsko komunikacijo. Ko dobimo od urejevalnika signal, da je bilo branje uspešno, 
nadaljujemo z nastavljanjem registrov. Po končani nastavitvi registrov se modul vrne v 
začetno stanje. Modul lahko preide iz začetnega stanja tudi, ko prejme od prevajalnika ukazov 
za visoki nivo signala nastavitev_hitrosti. Glede na nastavitev_hitrosti se izbere želena 
vrednost registrov za delitelja (MSB, LSB). 
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3. PROGRAMSKA OPREMA 
 
V prvem delu programske opreme je predstavljena uporaba orodij, ki se nahajajo na spletni 
strani OpenCores. Tam najdemo verigo orodij za sisteme, ki temeljijo na procesorjih 
openRISC. Med orodji najdemo programe za prevajanje procesorskih inštrukcij v strojno 
kodo. Na strani najdemo tudi pretvorjen (ang. port) operacijski sistem Linux za procesorje 
openRISC. V drugem delu bo predstavljen program Povezovalnik, katerega namen je hitro 
pisanje podatkov, prebranih iz spominske datoteke v spomin sistema na čipu. 
 
3.1 Orodja OpenCores 
 
Orodja, uporabljena za prevajanje v strojno kodo, so: 
- or32-uclinux-gcc, 
- or32-linux-ld, 
- or32-linux-objdump. 
 
Zbirna datoteka
(.S)
Objektna datoteka
(.o)
or32-uclinux-gcc
Povezovalna datoteka
(.ld)
Programska datoteka
Spominske lokacije
(.txt)
or32-linux-ld
or32-linux-objdump
 
Slika 3.1: Uporaba orodij in potek gradnje datoteke spominskih lokacij. 
 
V zbirni datoteki so zapisane inštrukcije za procesor v zbirnem programskem jeziku. Or32-
uclinux-gcc uporabimo, da pretvorimo zbirno datoteko v strojno kodo, shranjeno v objektni 
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datoteki. Objektna datoteka pa ne vsebuje nobene informacije, na katerih lokacijah naj bi se 
koda izvrševala. Informacije o lokacijah kode podamo v povezovalni datoteki. Program or32-
linux-ld nam poveže objektno in povezovalno datoteko v program. V zadnjem koraku 
izvedemo nad programsko datoteko izpis spominskih lokacij s pomočjo programa or32-linux-
objdump. Izpisane spominske lokacije shranimo v datoteki spominskih lokacij. 
 
3.1.1 Zbirna datoteka 
 
.section .vectors 
.org 0x100 
  Skoči na 0x2000. 
  .org 0x2000 
  Postavi vse delavne registre na 0x0. 
  Nastavi SDRAM v urejevalniku spomina. 
  Skoči na 0x2100 
  .org 0x2100 
  Nastavi serijsko komunikacijo. 
  Čakaj na prejeti znak 's'. 
  Kopiraj vsebino lokacij od 0x11000000 do 0x113ae748 v SDRAM. 
  Skoči na 0x00000100. 
 
Tabela 3.1: Vsebina zbirne datoteke. 
 
V datoteki z zbirnim programskim jezikom napišemo program za začetno inicializacijo 
sistema. Koda bo kasneje prevedena v strojno kodo in shranjena v FLASH. Naprej definiramo 
sekcijo vektorji. Pod izvorom 0x100 podamo inštrukcije za skok na izvor 0x2000, tam 
postavimo vse delovne registre procesorja na 0x0. Nato v urejevalniku spomina nastavimo 
SDRAM s pomočjo registra za nastavljanje izbire čipa in registra za časovne nastavitve. Po 
končani nastavitvi skočimo na izvor 0x2100. Na 0x2100 nastavimo serijsko komunikacijo in 
čakamo, da od zunanje naprave prejmemo znak ‘s’. Po prejetem znaku začnemo s kopiranjem 
vsebine od lokacije 0x11000000 do 0x113ae748, kjer se bo nahajal operacijski sistem Linux. 
Vsebina se prenese na lokacije od 0x00000000 do 0x003ae748 v SDRAM. Nazadnje skočimo 
na naslov 0x00000100, ki je začetna lokacija operacijskega sistema Linux. 
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Primer kode kopiranja operacijskega sistema Linux: 
 
 l.movhi r13, 0x0000   // r13 = začetna lokacija SDRAM 
 l.movhi r15, 0x1100   // r15 = začetna lokacija operacijskega sistema Linux 
 l.movhi r17, 0x003a   // r17 = velikost operacijskega sistema Linux 
 l.ori  r17, r17, 0xe748 
1:    // Veja 1 
 l.lwz  r6, 0(r15)  // V r6 shrani kar je na lokaciji r15. 
 l.sw  0(r13),r6  // Shrani vsebino registra r6 na lokacijo r13 
 l.addi r13,r13,4  // Lokaciji r13 prištej 4 
 l.addi r15,r15,4  // Lokaciji r15 prištej 4 
 l.addi r17,r17,-4  // Lokaciji r17 odštej 4 
 l.sfgtsi r17,0   // Postavi zastavico, če je r17 večje od 0 
 l.bf  1b   // Če je zastavica dvignjena, skoči na vejo 1 
 … 
 
3.1.2 Povezovalna datoteka 
 
V povezovalni datoteki definiramo, na kateri lokaciji se nahaja sekcija vektor, ki smo jo 
uporabili v zbirni datoteki. Za vektor definiramo lokacijo 0x1000000, ki se nahaja v spominu 
FLASH. 
 
3.1.3 Spominske datoteke 
 
Nad programsko datoteko, ki smo jo dobili s povezovanjem zbirne in povezovalne datoteke, 
izvedemo ukaz za izpis spominskih lokacij. Izpis shranimo v spominski datoteki vect_text.txt. 
 
3.1.3.1 Gradnja operacijskega sistema Linux 
 
Nezgrajeno kodo za operacijski sistem Linux pridobimo s pomočjo terminalnega ukaza:  
 
git clone git://git.openrisc.net/jonas/linux 
 
V datoteki linux/arch/openrisc/boot/dts najdemo datoteko or1ksim.dts. V tej datoteki je 
shranjena konfiguracija sistema na čipu, ki so ga razvili na spletni strani OpenCores. Vsebino 
datoteke or1ksim shranimo v datoteko, ki jo poimenujemo soc.dts. Nato vsebino prilagodimo. 
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V datoteki soc.dts je treba prilagoditi »clock-frequency« na vrednost 25000000. Po 
prilagoditvi poženemo ukaz »make menucofnig«. V programu izberemo General 
setup/(or1ksim)Builtin DTB in vnesemo ime »soc«. Na koncu shranimo nastavitev in 
zaključimo program. Z naslednjim terminalskim ukazom »make« se zgradi operacijski sistem 
Linux.[10] S pomočjo programa or32-linux-objdump nad datoteko linux/vmlinux pridobimo 
spominske lokacije. Pridobljene lokacije shranimo v linux_text.txt. Datoteko nato dodatno 
prilagodimo tako, da se naslovi začnejo na lokaciji 0x11000000 in ne na 0x00000000, saj 
želimo operacijski sistem shraniti na omenjene lokacije v spomin FLASH. 
 
3.1.3.2 Analiza spominskih lokacij 
 
V datoteki linux_text.txt in vect_text.txt so shranjene spominske lokacije v obliki: 
 
 
Slika 3.2: Zgradba spominske datoteke. 
 
Na sliki 3.3 vidimo zgradbo spominske datoteke. Datoteka vsebuje več sekcij, ki vsebujejo 
podatke in naslove, na katerih se podatki nahajajo. Prvo heksadecimalno številko v vrstici 
vedno predstavlja naslov. Naslednja štiri števila predstavljajo podatek. Če je najmanj 
pomemben znak heksadecimalnega naslova enak 0x0, potem se prvi podatek nahaja na 
lokaciji 0x0, drugi podatek na lokaciji 0x4, tretji na 0x8 in četrti na 0x8. Podobno velja, če je 
najpomembnejši znak enak 0x4. V tem primeru se prvi podatek nahaja na 0x8, drugi 0xc, 
tretji 0x10 in četrti 0x4. 
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3.2 POVEZOVALNIK 
 
Povezovalnik je program, ki preko serijske komunikacije (RS-232) osebnega računalnika 
upravlja z razhroščevalnim modulom v sistemu na čipu. Program prebere datoteke s 
spominskimi lokacijami in jih s pomočjo razhroščevalnega modula zapiše v spomin.  
 
3.2.1 Inicializacija 
 
Na začetku programa se nastavi serijska komunikacija osebnega računalnika. Prav tako se 
nastavita lokacija in ime datoteke spominskih lokacij. Po končani inicializaciji se začnejo 
zajemati informacije iz podane datoteke. 
 
3.2.2 Zajemanje informacij iz datoteke spominskih lokacij 
 
While (prebrana vrstica != NULL)
konec = naslov 47. znaka v vrstici 
beseda = preberi besedo
While (beseda != NULL)
Naslov besede >= konec ? FLASH naslov?
Priprava za 
pisanje FLASH
Priprava za 
pisanje SDRAM
Prebrana beseda = “.text:” ?
Prebrana beseda = “Contents” ?
Veljavna sekcija = 1
Veljavna sekcija = 0
Veljavna sekcija in 
(beseda == heksadecimalna) ?
števec = 0
break
Switch (števec)
0: Data.naslov = beseda
Data.Podatek0 = beseda
Data.Podatek1 = beseda
Data.Podatek4 = beseda
Data.Podatek3 = beseda
števec ++
1:
2:
3:
4:
ne
ne
ne
da
ne
da
da
da
da
beseda = preberi besedo
 
Slika 3.3: Potek zajemanja informacij. 
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Slika 3.3 prikazuje glavno zanko zajemanja informacij. Program najprej prebere vrstico v 
spominski datoteki. Zanka while se izvršuje toliko časa, dokler program ne prebere vseh 
vrstic. V stavku while stavku se spremenljivki konec priredi vrednost 47. znaka v vrstici. 
Spremenljivka konec označuje, kje je meja med koristnimi (naslov in podatki) in nekoristnimi 
(pike na sliki 3.3) informacijami. Spremenljivki beseda pa se poda vrednost besede v prebrani 
vrstici. Ko se naslednja zanka while začne, je beseda enaka prvi besedi v vrstici, ob naslednji 
ponovitvi je beseda enaka drugi besedi v vrstici itd. Zanka se izvršuje toliko časa, dokler 
program ne prebere vseh besed v vrstici. Če je naslov prebrane besede večji od spremenljivke 
konec oz. če smo zajeli vse koristne informacije, lahko zajete informacije zapišemo v spomin 
in predčasno zaključimo zanko while za besede. Pri tem postavimo števec na nič. Če še nismo 
zajeli vseh koristnih informacij, nadaljujemo v zanki. S pomočjo spremenljivke veljavne 
sekcije lahko določimo, katere podatke želimo zapisati.. Ko je veljavna sekcija enaka ena, bo 
prva heksadecimalna beseda preko stavka switch shranjena kot naslov v strukturi Data. Vse 
nadaljnje besede pa bodo shranjene kot podatki. Števec se po vsakem shranjevanju poveča za 
ena. Prav tako se po vsakem shranjevanju priredi nova vrednost spremenljivki beseda. 
Branje vrstic in besed je izvedeno s pomočjo funkcij fgets() v knjižici <cstdio> in strtok() v 
knjižici <cstring>. 
 
3.2.2.1 Priprava za pisanje 
 
naslov0 = Data.naslov 
naslov1 = modificiraj_naslov (naslov0)
naslov2 = modoficiraj_naslov (naslov1)
naslov3 = modoficiraj_naslov (naslov2)
piši_FLASH ? Switch (števec)
2:
3:
4:
5:
Zapiši v FLASH 
podatek0.
Zapiši  v FLASH podatek0 in 
podatek1.
Zapiši v FLASH podatek0, 
podatek1 in podatek2.
Zapiši v FLASH podatek0, 
podatek1, podatek2 in podatek3.
Piši v SDRAM
da
ne
 
Slika 3.4: Potek priprave za pisanje. 
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Priprava za pisanje je funkcija, ki sprejme strukturo Data, spremenljivko piši_FLASH in 
števec. Struktura Data vsebuje naslov in največ štiri podatke. Naslov v strukturi je naslov 
prvega podatka. Glede na ta naslov se s funkcijo za modifikacijo naslovov določijo še naslovi 
za vse ostale podatke. Ko so naslovi določeni, se na podlagi spremenljivke piši_FLASH 
določi, kam bodo podatki zapisani. S pomočjo števca določimo, koliko podatkov strukture 
Data naj bo zapisanih. Saj ni nujno, da vsaka vrstica vsebuje štiri podatke. 
 
3.2.2.2 Pisanje 
 
Pisanje se izvede s pomočjo ukazov modula za razhroščevanje. Ob vsakem pisanju ukazov se 
preverja odmev, ki ga pošilja modul. Če po nizu poslanih znakov ne dobimo pričakovanega 
odmeva, program javi napako. Pisanje se izvede s pomočjo funkcije write() v knjižici < 
unistd>. 
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4. ZAKLJUČEK 
 
Cilj diplomske naloge je bil izveden uspešno. Sistem na čipu deluje brez napak. Operacijski 
sistem Linux se zažene v približno petih minutah. Izvajanje ukazov je sicer počasnejše, a ni 
moteče. Slabost sistema je, da operacijski sistem ne more shranjevati podatkov v spomin 
FLASH. Trenutno operacijski sistem deluje tako, da bere in piše v navidezni trdi disk, ki se 
nahaja v spominu SDRAM. Tako se ob ponovnem zagonu vsi podatki zbrišejo, saj v spominu 
SDRAM ne morajo obstati. Zanimiva bi bila nadgradnja, ki bi dovoljevala branje in pisanje v 
spomin FLASH. Sistem bi bilo mogoče nadgraditi tudi z jedrom za ethernet, saj operacijski 
sistem že vsebuje vse potrebne nastavitve za delovanje.  
Največje težave so nastale pri konfiguriranju urejevalnika spomina. Operacijski sistem se 
mora nahajati na začetni lokaciji 0x00000000 v spominu SDRAM. Torej se na tej lokaciji ne 
sme nahajati FLASH. Procesor pa ob privzetih nastavitvah začne z branjem inštrukcij na 
lokaciji 0x100. Prav tako ima procesor vse izjeme od naslova 0x0 do naslova 0x900. Želimo 
pa, da procesor začne z branjem na naslovu v spominu FLASH. Sam sem se odločil za rešitev 
z modifikacijo urejevalnika spomina in začetnega naslova procesorja (2.4.3 Inicializacija). 
Druga rešitev bi bila tudi modifikacija kode operacijskega sistema in procesorja, vendar sem 
zaradi obširne kode to rešitev opustil. Tretja rešitev s programsko spremembo maske 
urejevalnika spomina ni možna. 
Druga težava se je pojavila pri hitrosti shranjevanja podatkov v spomin. V začetni fazi je 
shranjevanje operacijskega sistema v FLASH trajalo več kot tri ure. Vendar sem z 
optimizacijo programske opreme ta čas skrajšal na 20 minut. Za dodaten  prihranek časa bi 
bila potrebna modifikacija modula za razhroščevanje in programske opreme. Problem je, da 
modul sprejema naslove in podatke v kodi ASCII, kjer je znak 'a' v heksadecimalnem zapisu 
enak 0x61 in ne 0xA. To je prednost za uporabnika, ki do modula dostopa preko serijskega 
terminala, saj lahko pošilja in prejema smiselne podatke. Slabost pa je v počasnosti 
shranjevanja večjih količin podatkov. Modul za razhroščevanje mora izvrševati pretvorbo 
podatkov in za zapis 8-bitnega podatka prejeti dvakrat več bitov, torej 16. Za večjo hitrost bi 
se morala vsa pretvorba izvrševati programsko, modul pa prejemati dejanske heksadecimalne 
vrednosti. 
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