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La Comprensio´n de Programas es una disci-
plina de la Ingenier´ıa de Software cuyo princi-
pal objetivo es facilitar el entendimiento de los
sistemas. Un aspecto importante involucrado
en la Comprensio´n de Programas es la Visua-
lizacio´n de Software (VS). La VS es una dis-
ciplina de la Ingenier´ıa del Software que pro-
vee una o varias representaciones visuales de
la informacio´n de los sistemas permitiendo una
mejor compresio´n de los mismos. Dichas repre-
sentaciones (tambie´n conocidas como vistas)
no son fa´ciles de construir porque se deben te-
ner en cuenta muchos factores cognitivos y de
implementacio´n. Los primeros son importan-
tes porque sirven como puente cognitivo entre
los conocientos que posee el programador y los
conceptos usados en el sistema que se preten-
de comprender. Los segundos adquieren impor-
tancia porque la implementacio´n de los puen-
tes cognitivos es compleja y requiere de herra-
mientas adecuadas para su concretizacio´n en
una herramienta de comprensio´n.
Este art´ıculo presenta una l´ınea de investi-
gacio´n que estudia la Visualizacio´n de Soft-
ware, una componente fundamental para la
Comprensio´n de Programas. Dicha l´ınea abor-
da principalmente el estudio y elaboracio´n de:
Estrategias de Visualizacio´n, Vistas y Herra-
mientas de Visualizacio´n, entre otras tantas
tema´ticas importantes referentes a Visualiza-
cio´n de Software. Todas las tema´ticas mencio-
nadas previamente son basales en Compren-
sio´n de Programas y son brevemente descriptas
a lo largo de este art´ıculo.
Palabras Claves: Visualizacio´n de Soft-
ware, Comprensio´n de Programas, Librer´ıas de
Visualizacio´n de Software.
Contexto
La l´ınea de investigacio´n descripta en este
art´ıculo se encuentra enmarcada en el contexto
del proyecto: Ingenier´ıa del Software: Concep-
tos, Me´todos, Te´cnicas y Herramientas en un
Contexto de Ingenier´ıa de Software en Evolu-
cio´n de la Universidad Nacional de San Luis.
Dicho proyecto, es reconocido por el programa
de incentivos, y es la continuacio´n de diferen-
tes proyectos de investigacio´n de gran e´xito a
nivel nacional e internacional.
Tambie´n forma parte del proyecto bilateral
entre la Universidade do Minho (Portugal) y
la Universidad Nacional de San Luis (Argenti-
na) denominado: Quixote: Desarrollo de Mo-
delos del Dominio del Problema para Inter-
relacionar las Vistas Comportamental y Ope-
racional de Sistemas de Software [Qui]. Qui-
xote fue aprobado por el Ministerio de Ciencia,
Tecnolog´ıa e Innovacio´n Productiva de la Na-
cio´n (MinCyT) [Min07] y la Fundac¸a˜o para a
Cieˆncia e Tecnolog´ıa (FCT) [FCT] de Portu-
gal. Ambos entes soportan econo´micamente la
realizacio´n de diferentes misiones de investiga-
cio´n desde Argentina a Portugal y viceversa.
1. Introduccio´n
La comprensio´n de programas es una disci-
plina de la ingenier´ıa del software cuyo objetivo
es proveer modelos, me´todos, te´cnicas y herra-
mientas para facilitar el estudio y entendimien-
to de los sistemas de software [BHU10, Wal02].
A trave´s de un extenso estudio y experien-
cia en el desarrollo de productos de compren-
sio´n se pudo comprobar que el principal desaf´ıo
en esta a´rea consiste en relacionar el Domino
del Problema con el Dominio del Programa. El
primero hace referencia a la salida del siste-
ma. El segundo a las componentes de software
usadas para producir dicha salida. La figura 1
muestra un modelo de comprensio´n que sirve
de base para reproducir la relacio´n antes men-
cionada. El modelo declara que entre el Domi-
nio del Problema y el Dominio del Programa
existe una relacio´n real que sera´ reconstruida
Figura 1: Modelo de Comprensio´n de Programas
a nivel virtual con la finalidad de facilitar la
comprensio´n [BHU10, LF94].
La construccio´n de este tipo de relacio´n es
muy compleja e implica: i) Construir una re-
presentacio´n para el Dominio del Problema; ii)
Construir una representacio´n del Dominio del
Programa y iii) Elaborar un procedimiento de
vinculacio´n.
Si bien los tres pasos antes mencionados son
de extrema importancia para elaborar “verda-
deras” estrategias de comprensio´n, hace fal-
ta una componente de similar relavancia, es-
ta es: La Visualizacio´n de Software [BHU10,
SFM97].
2. L´ınea de Investigacio´n: Vi-
sualizacio´n de Software
La Visualizacio´n de la Informacio´n posee el
potencial de ayudar a las personas a encontrar
la informacio´n que ellos necesitan, ma´s eficien-
temente e intuitivamente [SL97, PQ06, Go´01,
MB11]. La Visualizacio´n de Software (VS), tie-
ne que ver con la representacio´n visual de la
informacio´n que proporcionan los sistemas de
software. Esta representacio´n se basa en su es-
tructura, historia o comportamiento. La mis-
ma es una disciplina de la ingenier´ıa del soft-
ware que simplifica el ana´lisis y la compren-
sio´n de los sistemas de software con el fin de
mantener, re-usar, y aplicar re-ingenier´ıa a los
mismos. Hoy en d´ıa este aspecto se torna tras-
cendental debido a que los sistemas de soft-
ware son cada vez ma´s grandes y complejos
tornando su desarrollo y mantenimiento ma´s
engorroso involucrando cada vez ma´s la cola-
boracio´n de muchas personas. Esto hace las ta-
reas de programacio´n, entendimiento y modi-
ficacio´n del software ma´s dif´ıcil, especialmen-
te cuando se trabaja sobre el co´digo de otra
persona. Recientemente se han dado a cono-
cer muchas herramientas y te´cnicas de visuali-
zacio´n de software para dar apoyo a activida-
des como ana´lisis, modelado, prueba, depura-
cio´n y mantenimiento [BHU10]. Muchas herra-
mientas y sistemas de software completos han
sido desarrollados con el propo´sito de materia-
lizar las te´cnicas y enfoques investigados en el
a´rea de la visualizacio´n del software. A dichos
sistemas se los denomina Sistemas de Visua-
lizacio´n de Software (SVS). Los SVS proveen
informacio´n del sistema analizado generando
ciertas visualizaciones denominadas por mu-
chos autores como “vistas”. Una vista, visuali-
zacio´n o artefacto visual es una representacio´n
de la informacio´n de un sistema que facilita la
comprensio´n de un aspecto del mismo, es de-
cir es una perspectiva del sistema. Las mismas
actu´an como puente coginitivo entre los cono-
cimientos que posee el programador y los con-
ceptos usados por el sistema. Existen distintos
tipos de vistas dependiendo de la informacio´n
que se desea visualizar. Cuando un programa-
dor esta´ comprendiendo un programa, la pri-
mera vista con la que se encuentra es el co´di-
go fuente del mismo. Esta vista es u´til porque
el programador esta´ familiarizado con los len-
guajes de programacio´n. Sin embargo, cuando
el taman˜o del sistema crece, pierde claridad y
otras perspectivas del sistema son necesarias.
Teniendo en cuenta el modelo de Comprensio´n
de Software desarrollado en la seccio´n anterior,
muchos sistemas de Visualizacio´n de Software
presentan diferentes visualizaciones del progra-
ma (Domino del Programa) que son u´tiles para
entender programas, pero no contemplan otras
interesantes como es la de salida de sistema
(Dominio de Problema) y su relacio´n con los
componentes del programa. Este problema dio
or´ıgen a un nuevo tipo de Sistemas Visualiza-
cio´n de Software: Los Sistemas de Visualiza-
cio´n de Software orientados a la Comprensio´n
de Programas (PC-SVS) [BHU10]. Esta clase
de sistemas (PC-SVS) tiene las mismas carac-
ter´ısticas que los de visualizacio´n de software
tradicionales, con la diferencia que los nuevos
deber´ıan incorporar visualizaciones especiales
orientadas a los Dominios del Problema y del
Programa y la relacio´n entre ellos [BHU10].
Los sistemas y herramientas de visualizacio´n
de software han sido categorizados a trave´s
de los an˜os de acuerdo a sus caracter´ısticas
y funcionalidades. Se han creado varias taxo-
nomı´as para clasificar los sistemas y guiar a
sus desarrolladores, a continuacio´n se mencio-
nan los ma´s relevantes: Myers [BHU10], Price
et. al. [BHU10], Roman and Kenneth [BHU10]
y Storey et. al. [BHU10]. Los trabajos referen-
ciados en el pa´rrafo previo son los ma´s influ-
yentes en esta a´rea de clasificacio´n de Sistemas
de Visualizacio´n de Software. Pero todos estos
trabajos se refieren a la visualizacio´n del Do-
minio del Programa, da´ndole poca importancia
a la visualizacio´n del Dominio del Problema.
Recientemente, Bero´n y su grupo de investiga-
cio´n [BHU10] presentaron una extensio´n pro-
porcionando una taxonomı´a para clasificar las
Herramientas de Visualizacio´n de Software que
tiene en cuenta el Dominio del Problema. Para
concluir la seccio´n cabe destacar que esta l´ınea
de investigacio´n abarca el ana´lisis de los PC-
SVS, las distintas vistas que pueden generar y
las diferentes estrate´gias de visualizacio´n que
utilizan.
3. Resultados y Objetivos
La construccio´n de vistas requiere el estu-
dio de diferentes librer´ıas de visualizacio´n para
representar fielmente los aspectos de software.
Cada una de estas librer´ıas posee distintas ca-
racter´ısticas y atributos que las hacen diferen-
tes entre s´ı, por lo cual la eleccio´n de una li-
brer´ıa antes que otra es dependiente de la apli-
cacio´n en donde se va a emplear y las distintas
caracter´ısticas de la misma. Para poder selec-
cionar la mejor librer´ıa para un caso de estudio
espec´ıfico, es necesario establecer un ranking
entre las mismas. Teniendo en cuenta esta ob-
servacio´n se escogio´ el me´todo LSP (Logic Sco-
ring of Preferences) [BHU10, OR02]. LSP es un
me´todo de comparacio´n, evaluacio´n y seleccio´n
de distintos sistemas. El mismo se basa en la
eleccio´n de distintos criterios que posibilitan a
trave´s de un proceso de agregacio´n el estable-
cimiento de un ranking. Para llevar a cabo esta
tarea se precisa la definicio´n de estos criterios y
su posterior aplicacio´n a las librer´ıas de visua-
lizacio´n. Esta tarea es muy importante ya que
ayuda al disen˜ador en el complejo proceso de
la eleccio´n de la librer´ıa de visualizacio´n ma´s
apropiada para una tarea espec´ıfica. Si bien es-
ta l´ınea de investigacio´n es de reciente creacio´n,
los resultados obtenidos hasta el momento, re-
lacionados con los datos necesarios para el fun-
cionamiento de LSP, constan de un cojunto de
criterios que caracterizan a las librer´ıas de vi-
sualizacio´n. Los mismos esta´n clasificados en
criterios generales que a su vez pueden conte-
ner subcriterios ma´s espec´ıficos que permiten
cuantificar el grado de satisfaccio´n de los cri-
terios ma´s generales. En los ı´tems siguientes se
describe la desagregacio´n de los criterios ma´s
importantes, el lector interesado en tener una
visio´n ma´s profunda de los mismos puede leer
[MB11].
Modelos Cognitivos: Indica un conjun-
to de criterios que cubren los aspectos
ma´s importantes relacionados directamen-
te con los procesos mentales usados por el
ingeniero de software para la comprensio´n
del sistema. Hasta el momento se han de-
tectado los siguientes criterios: Interacti-
vidad, Sincronizacio´n e interaccio´n entre
vistas, Navegacio´n, Evitar la sobrecarga
de informacio´n, Presenta mu´ltiples vistas
que abarcan diferentes aspectos del siste-
ma (Una descripcio´n detallada de los mis-
mos se puede en encontrar en [MB11]).
Vistas: Cubre los aspectos ma´s impor-
tantes relacionados con las vistas que se
pueden generar. Este criterio se encuen-
tra desagregado de la siguiente manera: i)
Un conjunto de criterios orientados a la
calidad de los artefactos que pueden pre-
sentar las vistas y ii) Un conjunto de cri-
terios que describen los tipos de vistas que
se pueden generar. Cada uno de esas des-
agregaciones esta´n a su vez divididas en
otros criterios de ma´s bajo nivel. El lec-
tor intersado en inspeccionar los mismos
puede leer [MB11].
Requerimientos: Indica un conjunto de
criterios que abarcan los requisitos ba´sicos
de hardware y software para las librer´ıas
de visualizacio´n. Por ejemplo: capacidad
del procesador, capacidad de memoria, ti-
po de placa gra´fica, etc. (ver [MB11] pa-
ra obtener ma´s detalles sobre los criterios
mencionados anteriormente).
Como trabajo futuro a corto plazo se preten-
de: i) Completar el a´rbol de criterios obtenien-
do una desagregacio´n completa y consisa de los
aspectos ma´s reelevantes de las librer´ıas de vi-
sualizacio´n de software; ii) Estudiar, disen˜ar y
construir diferentes vistas con el propo´sito de
obtener nuevas o mejorar algunas existentes;
y iii) Desarrollar un sistema que implemente
LSP de forma gene´rica. Esto quiere decir que
el usuario puede ingresar los criterios y definir
sus propios mecanismos de agregacio´n. iv) Uti-
lizar el sistema mencionado en el ı´tem anterior
para evaluar las librer´ıas de visualizacio´n (uti-
lizando los criterios definidos por el grupo de
investigacio´n).
4. Formacio´n de Recursos Hu-
manos
Las tareas realizadas en presente l´ınea de in-
vestigacio´n esta´n siendo realizadas como par-
te del desarrollo de diferentes tesis para op-
tar por el grado de Licenciado en Ciencias de
la Computacio´n. Se espera a corto plazo po-
der definir, a partir de los resultados obtenidos
en las tesis de licenciatura antes mencionadas,
tesis de maestr´ıa o bien de doctorado, como
as´ı tambie´n trabajos finales de Especializacio´n
en Ingenier´ıa de Software. Es importante men-
cionar que tanto el equipo argentino como el
portugue´s se encuentran dedicados a la cap-
tura de alumnos de grado y posgrado para la
realizacio´n de estudios de investigacio´n rela-
cionados con las tema´tica presentada en este
art´ıculo. El objetivo principal de esta tarea es
fortalecer la relacio´n entre la Universidad Na-
cional de San Luis y la Universidade do Minho
a trave´s de la realizacio´n de so´lidos trabajos de
investigacio´n.
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