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I Abstract
In this thesis the inner magnetosphere of Saturn has been studied using data from the Lang-
muir probe on the spacecraft Cassini. A program has been developed to analyze data from the
Langmuir probe. Using this program, three topics have been investigated.
The first topic is the effect of photoelectrons on Langmuir probe measurements. Photoelec-
tron current from the probe is found to depend on spacecraft attitude. It is found that a leakage
current from the stub is a likely cause of this. Because the probe is relatively close to Cassini,
photoelectrons emitted from Cassini can dominate over plasma electrons under certain condi-
tions.
The second topic is the analysis of Langmuir probe data from Saturn orbit insertion, from 20
RS to closest approach and back out to 15 RS . The results reveal a diverse plasma environment
showing signs of interaction with the rings and moons of Saturn.
The last topic concerns velocity measurements by the Langmuir probe, which in certain ar-
eas differ from the velocity measured by other instruments. A combination of ions moving at
corotation velocities and ions moving at Keplerian velocities can produce the results and explain
why other instruments did not get the same results as the Langmuir probe.
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1 Introduction
In this thesis plasma in the magnetosphere of Saturn has been studied using data from a Langmuir
probe mounted on Cassini. The basic concept of a Langmuir probe is to insert a conducting body
into the plasma and measure the current between it and the plasma. Combined with a theoretical
understanding of the plasma certain plasma properties can be determined. Langmuir probes were
first used in the laboratory for measuring electron density and temperature in ionized gases. Later
such probes were used for measurements by rockets and satellites in Earth’s ionosphere.
In 1979, 1980 and 1981, Saturn was visited by the spacecraft Pioneer 11, Voyager 1 and
Voyager 2. Each made only a single pass through the Saturnian system. While they returned
important and fascinating results, it was clear that an orbiter would be required to examine the
system in detail. Many years later, in 2004, Cassini successfully entered orbit around Saturn after
a long journey through our solar system.
When work began on this thesis, Cassini had spent less than a year orbiting Saturn and only
few preliminary results had been published. The Langmuir probe would perform measurements
which Pioneer 11 and the Voyagers did not carry out. Also, it is best suited to work in denser
plasma, such as Titans ionosphere. It was not certain whether it was possible to get good data in
the more tenuous plasma of the magnetosphere.
The first task was to write a program to fit the Langmuir probe data to set of equations in
order to get values for density, temperature and other plasma parameters. The operation of this
program is described in section 7.2, and its source code can be found in the Appendix.
Electrons emitted from the illuminated areas of Cassini and the Langmuir probe, produced
by the photoelectric effect, will disturb Langmuir probe measurements. Saturn is much farther
from the Sun than the Earth, so the intensity of the sunlight close to Saturn is roughly 1% of the
intensity close to the Earth. This makes it possible to measure the tenuous plasma in Saturn’s
magnetosphere, but there are still important effects by photoelectrons that need to be addressed.
In section 8.1, the effects of photoelectrons emitted from both the Langmuir probe and Cassini
are determined. It is necessary to understand those effects in order to be able to analyze the
data correctly. The short distance between the Langmuir probe and Cassini makes it vulnerable
to disturbance by the photoelectrons emitted from Cassini, depending on probe bias, spacecraft
charge, Debye length and which parts of Cassini are illuminated.
The aim of the data analysis was to get a better understanding of the plasma environment in
Saturn’s inner magnetosphere and, if possible, its interaction with the icy moons and the rings.
In section 8.2 the results from the analysis of data from Cassinis first pass through the inner
magnetosphere are presented.
The topic of section 8.3 is results on plasma velocity from Langmuir probe data analysis. At
first it seemed that these results were contradictory to results from other measurements, but it
turned out that they may have revealed a complex interaction between plasma and microscopic
dust particles, causing part of the plasma to move at the same velocity as the dust. The effects
this would have on Langmuir probe measurements are investigated.
5
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2 The Saturnian system
Saturn has a handful of moons, dozens of small satellites and several rings. (see Fig. 2.1) Among
the exotic phenomena found here are ice geysers gushing into space, a moon with an atmosphere
thicker than that of the Earth and a moon with an up to 20 km high ridge encircling its equator.
Harland (2002) has been a useful reference for this chapter.
Figure 2.1: Moons and rings of Saturn. Credit: JPL/Dave Seal
2.1 Saturn
Saturn is the sixth planet from the Sun and is the second largest planet in our solar system, with
a radius almost ten times the radius of the Earth. Large enough to be seen with the naked eye, it
has been known since prehistoric times. It orbits the Sun at a distance of almost 10 Astronomical
Units (AU). 1 AU is the distance between the Sun and the Earth.
Saturn was first observed with a telescope by Galileo in 1610. He was surprised to see that
Saturn had two appendages. As he continued his observations, these appendages became less
noticeable, and in 1612 they disappeared. When better optics were developed, it became apparent
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that these appendages were rings encircling Saturn. They had not disappeared, but rotated so that
an observer on Earth viewed them edge on. Observations were also made of the rings casting a
shadow on Saturn, and of the flattened poles of Saturn.
Saturn is a gas planet, mostly composed of hydrogen and helium. In the upper atmosphere,
strong winds (several times stronger than the strongest hurricane winds on Earth) blowing in
alternating directions (east/west) create colored bands. The core temperature of Saturn is 12000
K. Like Jupiter and Neptune, Saturn radiates much more energy into space than it receives from
the sun. (Aumann et al., 1969) The origin of this extra energy is not known, but possible sources
are leftover heat from planetary formation (Graboske et al., 1975), precipitating helium (Smolu-
chowski, 1967) and nuclear fission (Herndon, 1992).
Saturn is visibly flattened at the poles, a result of its rapid rotation. As it is a gas planet, there
are no surface features that can be used to determine its rotation speed. Instead, radio emissions
from within Saturn are used to measure its rotation. During the Voyager flybys, the length of
a day on Saturn was determined to be 10 hours and 39 minutes. (Kaiser et al., 1984) Recently,
data from Cassini gave a different answer. A Saturn day was now found to be 10 hours and 45
minutes. (Gurnett et al., 2005) This does not necessarily mean that Saturn has slowed down. The
reason for this apparent change has not yet been determined.
2.2 Moons and Rings
There are many natural satellites orbiting Saturn. The current official count is 56. (NASA web-
page) The eight largest satellites are termed major satellites, and first among those is the moon
Titan.
Titan is by far the largest of Saturn’s moons, larger than the planet Mercury. Titan has its
own atmosphere, composed mostly of nitrogen and methane, with traces of other gases including
organic (carbon-based) compounds. Titan has been described as having an environment similar
to that on Earth before biological activity altered its atmosphere.
The icy moons Mimas, Enceladus, Tethys, Dione, Rhea, Hyperion and Iapetus are composed
mostly of various ices. Because of the ice, these moons reflect sunlight efficiently. Mimas,
Enceladus, Tethys, Dione and Rhea have albedos in the range 50 to 100 percent. Hyperion
is darker than the others, with an albedo of only 30 percent, and Iapetus has an anomalously
dark leading hemisphere, an order of magnitude darker than its trailing hemisphere. As they
are not protected by atmospheres or magnetic fields, these moons can interact directly with the
environment in Saturn’s magnetosphere.
The rings of Saturn are named "A" to "G" in order of discovery. The A, B and C rings are
visible from earth, and are made up of ice and rock particles ranging in size from centimeters to
meters. The D, F and G rings are smaller rings.
The E ring is very dilute and stretches from about 3 to at least 8 Saturn radii (RS) (Showalter
et al., 1991). It consists of water ice particles (Hillier et al., 2005) with a grain size of 0.3 to 3
µm. (Nicholson et al., 1996) As it is outside the Roche limit (Roche, 1847) (see Fig. 2.2), the
ring would either disperse or cluster into one/several moons unless it is fed by a source. Early
plasma measurements by Cassini pointed to Enceladus as the most likely source.(Persoon et al.,
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2005) Later measurements found plumes of water vapor ejected from Enceladus (Hansen et al.,
2006), confirming that the moon is a source. (Figs. 2.3,2.4,2.5)
Figure 2.2: Inside the Roche limit the gradient of the gravitational pull from the planet prevents
particles from clustering together.
Figure 2.3: Enceladus.
Credit: NASA/JPL/SSI
Figure 2.4: Geysers erupt
from Enceladus. Credit:
NASA/JPL/SSI
Figure 2.5: Enceladus
and the E ring viewed at a
sun-Enceladus-spacecraft
angle of 175 degrees. Credit:
NASA/JPL/SSI
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2.3 The magnetosphere
Figure 2.6: The magnetosphere of Saturn. Credit: ESA
The first measurements of Saturn’s magnetic field were performed by Pioneer 11 in 1979.
(Acuna and Ness, 1980) Saturn’s magnetic field is much stronger than that of the Earth, and the
solar wind is much weaker here than close to the Earth. This means that the area close to Saturn
is much less affected by the solar wind than the area close to Earth.
Details regarding the interaction between the solar wind and the magnetosphere are outside
the scope of this thesis, so only a short introduction is given. The magnetosphere of a planet is
the region of space which is dominated by the planet’s magnetic field. The solar wind, a stream
of charged particles from the sun, compresses the sunward side of the magnetosphere, giving it
a drawn-out shape. The sunward edge of Saturn’s magnetosphere normally lies some distance
beyond the orbit of Titan, at roughly 20 Saturn radii, but is occasionally compressed enough to
expose Titan to the solar wind. A drawing of the magnetosphere is shown in Fig. 2.6.
Within the magnetosphere, particles released from Saturn’s ionosphere, various moons and
the rings form torii around Saturn. A part of these are ionized and accelerated by the magnetic
field to great velocities. Charting the distribution and composition of plasma in Saturn’s magne-
tosphere is one of the goals of the Cassini mission.
Because of the number of objects orbiting Saturn, acting as sources and sinks of plasma, the
plasma environment is more complex than that found in Earth’s magnetosphere. The composition
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of the plasma varies with the distance from Saturn and with latitude. Starting from Saturn and
going outwards in the equatorial plane there are oxygen ions (O+, O+2 ) around the A and B rings.
Plasma in the E ring consists of oxygen (O+), water-group ions (denoted as W+, a combination
of OH+, H2O+ and H3O+) and a small part of nitrogen (N+). Exiting the E ring, there is less
oxygen, nitrogen and water group ions, and more hydrogen ions (H+). In the outer regions the
plasma is dominated by hot and tenuous hydrogen ions. For all cases, going to higher latitude
means more hydrogen ions and less ions of other kinds. (Young et al., 2005; Waite, Jr. et al.,
2005; Smith et al., 2005)
2.3.1 Corotation
The magnetic field of Saturn rotates with the planet. In the same way as the outer parts of a wheel
move with the highest velocity, the rotation velocity increases with distance from the planet. The
magnetic field exerts a force on those charged particles not moving with it by an induced electric
field. This accelerates the particles in such a way that their velocity better matches the velocity
of the magnetic field. Other mechanisms, e.g. drag effect from neutral particles, can work to
slow down the particles from full corotation.
Given the strength of Saturn’s magnetic field and its rapid rotation, it is likely that corotation
with Saturn will be the dominant movement of plasma in the inner magnetosphere. Measure-
ments of the corotation by the Voyager spacecraft showed that while the plasma corotates, it
does not reach full corotation velocity everywhere. (Saur et al., 2004)
Fig. 2.7 illustrates the two dominant types of motion in the inner magnetosphere of Saturn,
and Fig. 2.8 shows their velocities.
Figure 2.7: Left: To illustrate corotation, imagine a rod attached to a planet. As the planet
rotates the rod rotates with it. Each part of the rod moves with full corotation velocity, which is
proportional to distance from the planet. Plasma has a looser bond to the planet, so it may move
slower. Right: For moons and other neutral objects orbiting a planet, the pull of gravity equals
their centripetal acceleration. The further from the planet an object is, the slower it moves. In
this case the velocity is inversely proportional to the square root of distance from the planet. This
will be referred to as the Keplerian velocity.
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Figure 2.8: Corotation(blue line) and Keplerian(red line) velocities for objects orbiting Saturn.
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3 Missions to Saturn
Including Cassini, four spacecraft have now visited Saturn. The first three, Pioneer 11, Voyager
1 and Voyager 2, only made a single pass through the Saturnian system. Their trajectories are
shown in Fig. 3.1.
Figure 3.1: Earlier visits to Saturn. Credit: NASA
3.1 Pioneer
Starting in the 1960s, NASA sent a series of spacecraft to explore the solar system. The first five,
Pioneer 0, 1, 2, 3 and 4, were lunar missions. Pioneer 5 mapped the interplanetary magnetic field
for the first time. Pioneer 6, 7, 8 and 9 formed a network monitoring the sun. Pioneer 10 and 11
explored the giant gas planets.
Pioneer 11 passed Saturn in 1979 at an altitude of 21000 km, and was the first spacecraft to
visit Saturn. As well as providing the first close observations (e.g. Wolfe et al. (1980); Smith et al.
(1980); Esposito et al. (1980)) of Saturn it acted as a pathfinder for the later Voyager missions,
ensuring that a ringplane crossing was possible.
3.2 The Voyagers
As Pioneer 11 exited the Saturnian system the Voyagers were already well on their way to Saturn
and in 1980/1981 Voyager 1/2 passed Saturn at altitudes of 124,000/100,800 km.
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They provided a wealth of new data on the Saturnian system. (e.g. Bridge et al. (1981, 1982);
Desch and Kaiser (1981); Collins et al. (1980); Hill and Mendis (1982); Evans et al. (1981); Hunt
et al. (1982); Cuzzi et al. (1981))
Saturn was not the only science target for the Voyagers. They also explored Jupiter, Uranus,
Neptune and dozens of moons and are now headed into deep space.
3.3 Cassini
Figure 3.2: Cassini is
launched. Credit: NASA/JPL
Figure 3.3: Cassini cruise trajectory from launch at
Earth to arrival at Saturn. Credit: NASA/JPL
Cassini is a joint effort by NASA, ESA and ISA to study the Saturnian system in detail. It
was launched in 1997 (Fig. 3.2) and flew past Venus twice and past Earth and Jupiter once to
gain enough speed to reach Saturn. (Fig. 3.3) It entered orbit around Saturn on 1. Jul 2004, and
was scheduled for a four-year mission orbiting Saturn. The first few orbits are shown in Fig. 3.4.
It is named after the Italian-French astronomer Jean-Dominique Cassini who made several
important discoveries on Saturn in the 17th century. Cassini also carried a probe named after
Dutch scientist Christiaan Huygens who discovered Titan in 1655. Shortly after reaching Saturn,
Cassini launched the Huygens probe, which went on to perform admirably as it landed on Titan.
While orbiting Saturn Cassini will use the large moon Titan to repeatedly alter its course,
enabling it to make close observations of seven moons and observe the Saturnian system from
different positions.
The Cassini/Huygens mission has a host of science objectives involving Saturn, Titan, the
magnetosphere, the rings and the icy moons. To achieve this it is equipped with 18 instruments.
12 of these are mounted on Cassini, 6 on Huygens. The instruments relevant to this thesis are
the Cassini Plasma Spectrometer (CAPS) and the Radio and Plasma Wave Science (RPWS) in-
struments, both belonging to Cassini. These instruments are described in Young et al. (2004)
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Figure 3.4: Cassinis initial orbits around Saturn. Credit: NASA/JPL
and Gurnett et al. (2004). The major components of RPWS are an electric field sensor, a mag-
netic search coil assembly and a Langmuir probe. CAPS consists of an electron spectrometer,
an ion beam spectrometer, and an ion mass spectrometer. Pioneer and the Voyagers provided
information on plasma with energies 10 eV - 6 keV. The Langmuir probe on Cassini can provide
information on plasma with energies lower than 10 eV.
3.3.1 Floating potential & Debye shielding
Due to their thermal energy, the ions and electrons of a plasma will constantly move around. An
object in the plasma will interact with them, disturbing the local plasma and acquiring a charge.
Let us consider a conductive body in a collisionless plasma. If the body is at the plasma
potential, all particles heading towards it will hit it. However, since the ions are much heavier
than electrons they move slower. This means that more electrons than ions will hit it, and there
is a net current. This current will charge the body. When it gets more negative electrons will be
repelled and ions attracted, until an equilibrium is reached. The potential of the body at this time
is called the floating potential.
If the body is in sunlight, there is an additional current. When photons strike it, electrons
are released. If it is negative all those electrons will escape, and even when it is positive some
will get away. This will make the body less negative, or even positive. Its equilibrium potential
will be determined by the density and temperature of the plasma, and the amount of sunlight it
receives.
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If this body is insulating instead of conductive, the result is more complex. As the body
cannot distribute its charges, the dark side is not affected by the sun shining on the other side.
The two sides of the body end up at different potentials, and as a result an electric field is set
up. If instruments are mounted on this body they will get erroneous readings. If the difference in
potential grows too large, there could be an electric discharge capable of damaging the delicate
equipment. To prevent this from happening, the protective covering of spacecraft like Cassini
has conductors woven into it so that the charges are evenly distributed.
A charged object in a plasma will attract particles of the opposite charge and repel those
with the same charge. The result of this is that a non-neutral sheath will form around the object,
screening its charge. The length scale of this screening effect is called the Debye length, and is
given by:
λD =
√
0kTe
nee2
(Te is the electron temperature, ne is the electron density)
For a hot and/or tenuous plasma the Debye length will be larger than the distance between
Cassini and the Langmuir probe. In this case the Langmuir probe will be inside the electric
potential field of Cassini. This can disturb measurements.
3.3.2 Some Cassini observations of Saturn’s moons
One of Cassini’s first tasks was to observe the moon Titan. The imaging systems of the previ-
ous visitors had been unable to observe the surface of Titan due to its thick hazy atmosphere.
Fig. 3.5 shows the view from the Huygens probe as it descended through Titans atmosphere.
Cassini’s imaging system had been designed to take advantage of certain wavelengths that are
not as strongly absorbed in the atmosphere. This was a success, and Cassini was able to see the
surface of Titan at resolutions down to a few hundred meters. Intricate albedo markings were ob-
served on the surface, indicating cratering, tectonic activity and liquid-carved channels. (Porco
et al., 2005a)
One of the big surprises of the mission was the discovery of a hot spot on Enceladus’ south
pole. That the south pole was the hottest part of the moon is quite unusual. The heat appeared to
come from features dubbed the "Tiger stripes". The south pole is also the source of ice geysers.
(Spencer et al., 2006; Hansen et al., 2006) The most likely energy source for this activity is
tidal heating of Enceladus’ interior, creating a hot underground ocean. One explanation for its
location at the south pole is a reorientation of the moons’ rotation axis because of the presence
of this ocean. (Nimmo and Pappalardo, 2006)
Iapetus has two interesting features. The first was observed by previous spacecraft, and is
a dark region centered on the leading side. Whether this is caused by impacting material or by
some internal source has not yet been determined. The second was hinted at in Voyager images.
New high-resolution images from Cassini revealed its nature. It is a near-equatorial ridge that
extends at least 110 degrees in longitude. The ridge is broken in some places by impact craters.
Some sections consist of isolated peaks, others have ridge segments more than 200 km long.
(Porco et al., 2005b) One theory regarding the origin of this ridge is that it is the remains of a
ring orbiting Iapetus in the late stages of its formation. (Ip, 2006)
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Figure 3.5: The view from the Huygens probe as it descended through Titans atmosphere. At
150 km the haze blocks the view, but as Huygens gets closer to the surface, details are revealed.
Credit: NASA/JPL/SSI
17
18
4 Langmuir probe theory
A Langmuir probe (abbr. LP) is an instrument designed to measure basic properties of a plasma.
It is best suited for measuring cold and/or dense plasmas. An electrode is inserted into the plasma,
and the electric potential of the electrode is varied relative to the spacecraft’s potential using a
variable battery. The current to the probe is measured for each voltage step, and the final result
is a voltage-current graph. The exact shape of this graph can reveal much about the plasma.
The Langmuir probe is named after Irving Langmuir, who developed this method to measure
plasma temperature and density. (Mott-Smith and Langmuir, 1926) There are many different
types and shapes of Langmuir probes. Only the case of a single spherical probe is discussed
here.
In space, the three main sources of current to the probe are the electrons and ions of the
surrounding plasma, and photoelectrons emitted from the probe. To extract information from
the measurements, equations for the currents from these sources are needed. Positive current is
defined as current going from the probe to the plasma.
4.1 Current from plasma, basic equations
To get a feel for the equations, it is useful to follow the derivation for current to a spherical probe
as presented in Mott-Smith and Langmuir (1926). This is the orbital motion limited (OML)
theory and requires that the sheath surrounding the probe may be considered large compared
with the probe radius. This is true for all cases examined in this thesis.
The probe has radius r, and the non-neutral sheath surrounding it has radius a. A particle with
mass m and charge  starts its journey on the sheath edge with a certain velocity. u is the radial
component of the velocity, positive towards the center of the probe. v and w are the velocity
components perpendicular to u and each other. f(u, v, w) is the velocity distribution function.
Then, v and w are replaced by polar coordinates q,ψ. As the probe is spherical the value of ψ
does not matter, and this distribution function is used:
g(u, q) =
∫ 2pi
0
f(u, q sinψ, q cosψ)dψ (4.1)
The particle travels through a potential difference V , which is defined as being positive when
the probe attracts ions. When it reaches the probe, it has velocity up, qp. It has to follow the
conservation laws for energy
1
2
m(u2p + q
2
p) =
1
2
m(u2 + q2) + V (4.2)
and momentum
rqp = aq (4.3)
Only particles that enter the sheath can hit the probe, so their initial radial velocity must be
positive. Also, the solution for up must be a real number. Thus, for a given u, only particles with
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a q < q1 will reach the probe. q1 is found by solving u2p = 0 for q
q1(u, V ) =
√
r2
a2 − r2 (u
2 + 2

m
V ) (4.4)
A retarding potential will deflect particles, even those heading directly towards the probe.
The minimum velocity needed is given by
1
2
mu21 = −V (4.5)
For an attracting potential, there is no minimum velocity. The complete expression for u1 is:
u1(V ) =
{
0 if V ≥ 0√−2 
m
V if V < 0 (4.6)
The current to the probe at a given potential is given by
I(V ) = 4pina2
∫ ∞
0,u1(V )
∫ q1(u,V )
0
u q g(u, q) dq du (4.7)
where n is the number density of particles outside the sheath.
To solve this equation the velocity distribution function is needed. For most plasmas it is
assumed that the distribution is Maxwellian. As an example, this is the expression for the 1-
dimensional Maxwellian velocity distribution, plotted in Fig. 4.1:
f(u) =
√
m
2pikT
e−
mu2
2kT (4.8)
All particles are assumed to be singly-charged, and the following definitions are made:
1. The parameter φ:
φ = [plasma potential]− [probe bias] (4.9)
where the spacecraft that the probe is attached to is taken as the reference potential.
2. α is the most probable thermal velocity, defined by 1
2
mα2 = kT .
3. A is the surface area of the probe.
The resulting equations for electron and ion currents are
Ie =
{
neαA
2
√
pi
e−|φ|e/kT if φ ≥ 0
neαA
2
√
pi
(1 + |φ|e
kT
) if φ < 0 (4.10)
Ii =
{
neαA
2
√
pi
(1 + |φ|e
kT
) if φ ≥ 0
neαA
2
√
pi
e−|φ|e/kT if φ < 0 (4.11)
For these equations to be correct, the probe must be at rest. The thermal velocity of electrons
is much greater than the drift velocity of the plasma relative to Cassini, so the assumption is true
for electrons. For the much heavier ions, the velocity of the plasma must be taken into account.
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Figure 4.1: 1-dimensional Maxwellian velocity distribution for hydrogen with temperature 1 eV.
4.2 Current from plasma, advanced equations
In the case of the ion current, equations gathered in Whipple, Jr. (1965) were compared to a
semi-empirical approximation (Sagalyn et al., 1963; Fahleson, 1967; Kasha, 1969). The ap-
proximation was found to be valid for the relevant plasma conditions. Because it takes much
less time for a computer to calculate it, and it is also much easier to read and manipulate, this
approximation will be used. For further details, see Appendix B.
The semi-empirical approximation to the ion current:
Ii = Ii0(1 +
φ
Ui
) (for any φ) (4.12)
where
Ii0 = Ane
√
kT
2pim
+
v2
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(4.13)
and
Ui =
m
2e
(
8kT
pim
+ v2) (4.14)
Here, v is the velocity of the plasma.
4.3 Photoelectrons from the probe
When exposed to sunlight, the probe will emit electrons. If the probe potential is negative relative
to its surroundings, all of these electrons will escape. This leads to a constant current to the probe.
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If the probe is positive, it will recapture some or all of the electrons, and the current will decrease
with increasing potential. Grard (1973) found that the current is given by
I =
{
I0 if φ ≥ 0
I0(1− eφkT )e
eφ
kT if φ < 0
(4.15)
for a probe small compared to the Debye length, and with a Maxwellian distribution of photo-
electrons. The photoelectrons have a temperature of 1-2 eV. I0 is a constant to be determined by
measurements.
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5 Cassini’s Langmuir probe
Figure 5.1: Cassinis Langmuir probe. Credit: Gurnett et al. (2004).
The Langmuir probe aboard Cassini (Fig. 5.1) is part of the Radio and Plasma Wave Sci-
ence (RPWS) instrument. Gurnett et al. (2004) provides a thorough description of the RPWS,
including the LP.
The probe is a 50mm diameter sphere of titanium with a titanium nitride coating. It is
mounted on a 0.8 m hinged boom that extends from the magnetic coil assembly. The magnetic
coil assembly is in turn mounted on a 1-m boom attached to the antenna support structure. When
deployed, the probe is 1.5 m from the nearest spacecraft surface. To minimize disturbance, the
last 10.9 cm of the boom is made very thin (diameter 6.35 mm) and held at the same potential as
the probe. This part of the boom is called the stub, and is also made of titanium with a titanium
nitride coating. The probe can perform a full sweep of 256 steps from -32 V to +32 V in less
than 1 sec. Between sweeps it is used for other measurements in combination with the rest of the
RPWS instrument.
5.1 Corrections
5.1.1 Photoelectron current from LP varies
In the equation for current due to photoelectrons emitted from the probe, Eq. 4.15, I0 is a constant
to be determined by measurements. However, during the data analysis it was discovered that I0
varied with spacecraft attitude. This issue is investigated in section 8.1.
5.1.2 Shadow and low currents during SOI
During Saturn orbit insertion (SOI), Cassini passed through the shadow of Saturn. (Fig. 5.2)
To properly fit the data, the photoelectron current must be set to zero for this interval, as there
is no sunlight shining on the probe. This was simply hardcoded into the program. Also, the
lack of photoelectrons combined with a low density and low velocity means that the currents
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Figure 5.2: Engine burn and solar occultation during SOI. Credit: NASA
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measured were very small. For currents of magnitude lower than about 0.5 nA the electronics
cannot reliably give the magnitude or sign of the current, as seen in Fig. 5.3. For the time period
Figure 5.3: For very low currents the data is messy. Even the sign of the current is uncertain.
that Cassini passed through the shadow cast by Saturn, the program tries to detect and correct
this error. If, at a probe bias below -1 V, the sign of the current is positive and its magnitude is
less than 0.7 nA, the sign of the current is set to negative instead.
5.1.3 Interference
The left part of Fig. 5.4 shows an average of 248 datasets, all measurements taken during the
same conditions. As this is an average of many datasets, the disturbed intervals cannot be dust
impacts, density variations, etc. They are caused by interference from other parts of Cassini.
Fortunately, the interference is easily removed by smoothing.
Figure 5.4: Average of 248 datasets, all in the same conditions. Left: Most of the graph is
smooth, but some parts are consistently disturbed. Right: After smoothing.
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5.1.4 Spacecraft velocity
In the Saturn coordinate system, the velocity of Cassini is comparable to the velocity of the
plasma in Saturn’s magnetosphere. Fitting the data returns the plasma velocity relative to Cassini.
To get the velocity relative to Saturn a correction must be made.
Figure 5.5: Example velocity vectors.
Fig. 5.5 shows an example of the velocity vectors referred to in the calculations. The ob-
served velocity equals the actual plasma velocity minus Cassini’s velocity. (~vobs = ~vact − ~vCas)
The position and velocity of Cassini are known. The magnitude of the observed plasma
velocity is known, but not its direction. The direction of the actual plasma velocity is assumed
to be counterclockwise around Saturn, but its magnitude is not known. The Z-component of the
actual plasma velocity is zero, so ~vobs,z = −~vCas,z.
As the direction of the actual velocity is assumed known, the ratio between its components is
known.
C1 =
~vact,x
~vact,y
(5.1)
The magnitude of the observed velocity will be needed.
C2 = |~vobs| (5.2)
The direction of the answer is going to be counterclockwise, so:
~vobs,x + ~vCas,x = C1(~vobs,y + ~vCas,y) (5.3)
To solve the equation, ~vobs,y must be replaced.
~v2obs,x + ~v
2
obs,y + ~v
2
obs,z = C
2
2 (5.4)
~v2obs,y = C
2
2 − ~v2Cas,z − ~v2obs,x (5.5)
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~vobs,y =
√
C22 − ~v2Cas,z − ~v2obs,x (5.6)
This expression for ~vobs,y is inserted into the previous equation.
~vobs,x + ~vCas,x = C1
√
C22 − ~v2Cas,z − ~v2obs,x + C1~vCas,y (5.7)
The equation is reorganized and squared.
(1 +C21)~v
2
obs,x + (~vCas,x −C1~vCas,x)~vobs,x + (~vCas,x −C1~vCas,y)2 −C21(C22 − ~v2Cas,z) = 0 (5.8)
K1 = (~vCas,x − C1~vCas,y) and K2 = C21(C22 − ~v2Cas,z) are defined.
(1 + C21)~v
2
obs,x +K1~vobs,x +K
2
1 −K2 = 0 (5.9)
The equation is solved for ~vobs,x.
~vobs,x = −K1 ±
√
−3K21 + 4K2 + 4C21K2 − 4C21K21
2(1 + C21)
(5.10)
Now that ~vobs,x is known, ~vobs,y is also known;
~vobs,y = ~vobs,x/C1 (5.11)
and the plasma velocity can be reconstructed:
~vact = ~vobs + ~vCas (5.12)
If the expression under the square root in Eq. 5.10 is negative, the correction will fail. Be-
cause there is a chance of failure, the program returns both uncorrected and corrected velocity.
5.2 Limitations
5.2.1 Engine burn
The readings from the LP while the main engine fired during SOI (Fig. 5.2) were very disturbed.
They are not included in the results.
5.2.2 Photoelectrons from Cassini
During some conditions, photoelectrons emitted from Cassini can disturb LP measurements at
positive bias. This is the subject of section 8.1.3.
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6 Data Fitting
Data from a Langmuir probe sweep is a set of current measurements and corresponding probe
bias. To extract physical values such as density a technique called data fitting is used.
Data fitting is the mathematical analysis of trends in a data set. The parameters of equations
that describe a process that has been measured are varied to find those parameters that makes
the equations reproduce the measurements. To get a good fit, an error minimum is sought. The
difference between an experimental value and the corresponding value from the model is called
a residual. A common measure for the error is the sum of square residuals
E(a) =
n∑
i=1
(yi − f(xi, a))2 (6.1)
where xi, yi are the data points and a = a0...an are the parameters for our model f(x, a).
When using the square of the residuals, outliers can have an disproportionally large effect on
the fit. It might seem more appropriate to use the sum of unsquared residuals instead, but this
would lead to discontinuous derivatives.
A function which can be written on the form f(x) =
∑n
1 anxn + a0 is a linear function.
Linear fitting, i.e. fitting a linear function to data, requires only one equation for each parameter
to be solved. In the case of a line f(x, a) = a1x+ a0 those equations are (Kenney and Keeping,
1962)
a0 =
∑n
i=1 yi
∑n
i=1 x
2
i −
∑n
i=1 xi
∑n
i=1 xiyi
n
∑n
i=1 x
2
i − (
∑n
i=1 xi)
2
(6.2)
a1 =
n
∑n
i=1 xiyi −
∑n
i=1 xi
∑n
i=1 yi
n
∑n
i=1 x
2
i − (
∑n
i=1 xi)
2
(6.3)
Fig. 6.1 shows an example of a simple linear fit.
Non-linear fitting requires a recursive algorithm that gradually works to reduce the error of
the fit until an acceptable fit is found. The algorithm starts working from a set of initial values
for the parameters. The closer the initial values are to the solution, the easier it is to find. Still,
there is no guarantee that a fit will be found in all cases. The equations used for the Langmuir
probe require the use of non-linear fitting to analyze the data. A non-linear least squares fitting
algorithm named "Levenberg-Marquardt" has been used.
Some parameters can not have certain values. For example, a negative particle density would
not make sense. Those parameters can, and sometimes must, be constrained to valid values while
fitting.
6.1 The Levenberg-Marquardt algorithm
The Levenberg-Marquardt algorithm (LMA) is a commonly used algorithm for non-linear fitting.
It was developed by Marquardt (1963) and is based on an earlier work by Levenberg (1944)
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Figure 6.1: A simple linear fit. The data and the fitted line are shown in the upper panel. The
lower panel shows the residuals.
LMA interpolates between the Gauss-Newton algorithm and the method of steepest descent.
It is more robust than either of these, sacrificing some speed to find solutions in more cases and
also when the initial parameters are far from the final values.
If one imagines the values of the sum of square residuals as a surface and the parameter
values as coordinates for this surface, the Gauss-Newton algorithm and the method of steepest
descent will produce steps perpendicular to each other. After taking a step, LMA will evaluate
the result and adjust the relative importance of the two methods. If the step led to a greater error
it will be retracted. Then it will try to take another step with the new ratio of importance for the
methods.
6.2 Limitations
6.2.1 Limited degrees of freedom
There is a limit to how many parameters that can be fitted simultaneously.
Take for example the expression for the ion current. The LP graph is to be fitted for negative
probe bias. For simplicity, the electron current is assumed to be zero and the velocity of the
plasma is assumed to be so large the ion temperature can be ignored. The last simplification is
actually true for some of the regions investigated in this thesis.
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The equation for the ion current is
Ii = Ii0(1 +
φ
Ui
) (6.4)
where
Ii0 = Ane
√
kT
2pim
+
v2
16
(6.5)
and
Ui =
m
2e
(
8kT
pim
+ v2) (6.6)
(A=Surface area of probe, n=Ion number density, T=Ion temperature, e=elementary charge,
m=Ion mass, v=Ion drift velocity and φ is defined in Eq. 4.9)
These equations are combined to find
Ii = Ane
√
kT
2pim
+
v2
16
(1 +
φ
m
2e
(8kT
pim
+ v2)
) (6.7)
8kT
pim
<< v2 is assumed and Eq. 6.7 is reorganized. The result is
Ii = C1nv + C2
n
mv
φ (6.8)
where C1 = Ae4 and C2 =
Ae2
2
.
There are two parameters defining the graph, its value for φ = 0 and its slope, resulting in
two equations:
nv = constant1 (6.9)
and
n
vm
= constant2 (6.10)
To solve this set of equations the value of one of the unknowns must be set. There are reliable
measurements of plasma composition from other instruments, so the ion mass is eliminated as a
variable by setting its value based on those measurements.
6.2.2 Ion temperature and velocity
In the ion current equation (Eq. 4.12), the plasma temperature and velocity appear together in
a sum: kTi
2pim
+ v
2
16
. This means that it will be impossible to fit both of them at the same time, as
a low/high value for one can be balanced by a high/low value for the other. There is an infinite
number of equally good solutions. The computer will find one of them, but there is no way of
knowing if it is the right one.
One solution is to replace these two parameters with one parameter, the effective temperature.
kTi
2pim
+
v2
16
=
k
2pim
(Ti +
v2pim
8k
) =
k
2pim
Ti,eff (6.11)
After the fitting, the velocity can be extracted by setting a value for Ti, for example the value
fitted for electron temperature Te.
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6.2.3 Numerical errors
When performing calculations on a computer, one always has to be aware of the errors that might
occur. Rounding, as well as equations involving very small and very big numbers, can cause loss
of information. Fortunately, this has not been a problem during the development and use of the
LP program.
32
7 The Program
Developing a program to organize and analyze data from Cassini’s Langmuir probe was part of
this thesis. The program was written in C++ using Visual C++ .NET 2003. It should compile
and run for any system with OpenGL. However, the program has been tested using a Windows
platform only.
An opensource SDK named ClanLib is used for graphics and user interface. ClanLibs
webpage is currently located at http://www.clanlib.org/ The implementation of the
Levenberg-Marquardt algorithm used in the program is a translation from the public domain
Fortran library MINPACK. Quoting lmmin.c:
From public domain Fortran version of Argonne National Laboratories MINPACK
argonne national laboratory. minpack project. march 1980.
burton s. garbow, kenneth e. hillstrom, jorge j. more
C translation by Steve Moshier
Joachim Wuttke converted the source into C++ compatible ANSI style
and provided a simplified interface
The source code for the program is listed in section D, with lmfit’s source code in section
D.2.
7.1 Basic Program structure
The basic classes are InData, OutData and Model. InData contains data which are fed into the
model/LP. This includes plasma parameters, probe settings and the plasma potential. OutData
contains the [probe bias]-[current] data returned by the model/LP. Model contains all LP equa-
tions and tries to act as a Langmuir probe. When given an InData, it generates and returns an
OutData.
To fit data, the program lmfit is used. This is written in C, which is not an object oriented
language, so it does not tie in as smoothly with the rest of the program. To interface with lmfit,
the program use a workaround which requires the use of global variables. It’s not a perfect
solution, but the alternative was to rewrite lmfit. The end result is that an OutData is passed to
it and an InData is returned.
The main class Master_LP defines the operation of the user interface and ties everything
together. Several ’helper’ classes provide functionality. They are detailed in the appendix.
7.2 How to use the program
When starting the program, the user enters the main menu. (Fig. 7.1) Each of the buttons, except
the exit button, leads to a submenu.
7.2.1 Options & Hotkey info
The only option is compatibility mode. On some computers the graphic routines used will not
work properly, so this can be turned on to use more primitive routines which should work on
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Figure 7.1: The main menu.
Figure 7.2: The options menu.
all computers. When in compatibility mode the program will be unable to save plots, but using
normal screen capture is still an option.
The hotkey list is self explanatory. Common tasks have been assigned a hotkey for quick
access. The description of F8 was too long to fit: F8 will average all loaded LP data and make
this average your current dataset. Dataset number 0 is replaced in memory by the averaged data,
but the original data files are unchanged.
7.2.2 Simulation
Here plasma data can be entered and then run through the equations to produce a Langmuir probe
graph, which is plotted on the screen. No input files are needed.
Figure 7.3: The simulation menu.
The left part of the menu deals with the particle data. The + and − buttons select which
particle population is currently edited. There are 6 populations available. For each population
density (′n′), temperature (′T ′), mass and charge can be set. By default, all populations share
velocity and plasma potential. Alternate values of velocity and plasma potential can be set for a
population. Temperature and mass can be given in different units. Valid units for temperature are
Kelvin (′K ′) and electron volt (′eV ′), and valid units for mass are the mass of an electron (′m_e′)
or the atomic mass unit (′u′).
In the middle part sweep parameters are selected and other data about the environment is
entered. The probe will be swept from min V to max V in the specified number of steps. EqSet
selects which equations to use. The only valid choices are ′1′, to use equations as described in
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Whipple, Jr. (1965), and ′3′ to replace the ion equations with the approximation. The entry of
any other value will be treated as ′1′. The last three parameters are the radius of the probe, the
velocity of the plasma and the plasma potential.
The checkbox next to ’Fix I ranges’ will lock the y-axis to its current value, which can be
useful sometimes, for example to prevent the program from changing the Y-axis while trying
different plasma configurations.
Following is a description of the effects of clicking the buttons:
Focus ion current/Focus electron current will make the program try to automatically find
the best scale for the y-axis for viewing either the ion or the electron current.
Switch graph mode will change the way the plot is drawn between two modes; a graph of
the total current with linear y-axis, or separate graphs of the current from population 0 and 1
(normally electrons and ions) with a logarithmic y-axis.
Run will input the data into the model and plot the resulting graph.
Save Plot will save the current plot to file.
Back will go back to the main menu.
Fig. 7.7 shows the output from running a simulation.
7.2.3 Analysis
This is where actual data is fitted to get physical parameters.
Figure 7.4: The analysis menu.
To the left are boxes to input the filenames of data files to load. Langmuir probe data is
of course required, but there is also the option of supplying additional data files. The program
will run without additional data, but including it allows the program to apply extra corrections
and produce extra output such as the distance from Saturn for each set of results. To load these
files, check their checkboxes. Some of the information loaded from these optional files can be
displayed on the plot.
Copy and paste of text is unfortunately not supported, so the file names must be entered by
hand. They are assumed to be found in the /data subdirectory. After the input has been specified,
the files are loaded by clicking Load data files.
Loaded data is sorted into datasets, each one comprising all data associated with one LP
sweep. Dataset 0 is automatically displayed. A different data set can be displayed by entering its
number in the box to the far right and click Load Set # :.
Make average of all data will average all LP data loaded and make this average the current
dataset. Dataset number 0 is replaced in memory by this averaged data, but the original data files
are unchanged.
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Switch linear/log mode switches between linear and logarithmic y-axis.
Smooth current data will perform a Gaussian smoothing of the current dataset.
Fit current dataset will perform a fitting of the current dataset. The results of the fit will be
transferred to simulation and then run to produce a graph for visual comparison with the data.
The fitting is performed according to the instructions in the file given in the middle of the screen,
under "Fitting job description:". The format of this file is described in Appendix E.7.
Fit all data will fit all loaded data.
The results of the fitting will be saved to a file named "yyyy-mm-dd.txt", where the letters
are replaced with the year, month and day of dataset 0. A description of the format of "yyyy-
mm-dd.txt" will be saved to "yyyy-mm-dd_ key.txt".
Fig. 7.8 shows the output from fitting LP data.
7.2.4 Plotting options
Here the plot shown on the screen can be modified, and saved to file.
Figure 7.5: The plotting menu.
The checkboxes can be ticked to display additional information.
’Show parameters’ will show the plasma parameters entered in the simulation screen. After
a fitting has been completed, the results for the last fitted dataset is transferred to the simulation
screen, so they can also be displayed in this fashion.
’Show equations’ will display the equations used to make a graph using the model during
simulation.
’Show date&info’ will show the date and additional information such as the distance from
Saturn.
The location in which the information is shown can be specified either by entering coordi-
nates, or clicking the Reposition button and then click on the desired location.
The three buttons in the middle (Log., Separate, Linear, Logarithmic) switch between
different ways of drawing the graph; linear y-axis, logarithmic y-axis, or logarithmic y-axis with
separate graphs for the current from population 0 and population 1. This last mode is only usable
with data from simulation.
Below ’Log(I) range:’ the range of the y-axis can be set manually.
Push plot stack will add the current data to a list of data to be plotted. See Fig. 7.8 for an
example of plotting several datasets at once.
Pop plot stack will remove the most recently added data from the list of data to plot.
Save will save the current plot to file.
Back will go back to the main menu.
Two example plots are shown in Fig. 7.9 and 7.10.
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7.2.5 Data preparation
Figure 7.6: The data preparation menu.
Prepare data reads attitude and position data and creates the data files described in Appendix
E.5.
Make LP matrix saves the loaded LP data in matrix form. The data can then be easily loaded
in programs like matlab.
Figure 7.7: Results from the same simulation plotted in two different ways. On the left the
currents from the ions and electrons are shown separately. On the right the total current is
shown. Also note that the left plot is logarithmic and the right plot is linear.
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Figure 7.8: The red line is data, the blue line is the fit. The parameters resulting from the fit can
be found in the simulation menu or in the output file ’yyyy-mm-dd.txt’.
Figure 7.9: LP data with additional info. Figure 7.10: Simulation data with addi-
tional info.
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8 Results
The term "Angle between LP and direction to the Sun" is used several times in the following
sections. This refers to the angle between the negative X-axis of Cassini and the direction to
the Sun. (For more information on coordinate systems, see appendix C) However, the boom on
which the LP is mounted is not parallel to the X-axis. The importance of this will be become
apparent later.
8.1 Photoelectrons
Figure 8.1: Currents in typical solar wind conditions at approximately ten AU from the sun. The
photoelectron current dominates at negative bias. If photoelectrons from Cassini are present,
they dominate at positive bias. (The black line for s/c photoelectrons is not the result of an
equation. It is there to show that when it is present it will dominate over electron current.)
The focus of this thesis is the determination of plasma parameters in the inner magnetosphere
of Saturn. In order to correctly analyze the data an exact measure of the photoelectrons emitted
from the probe when it is exposed to sunlight is needed. This is the case for almost all data to be
analyzed.
Fig. 8.1 shows the currents that contribute to the total current measured by the probe in typical
solar wind conditions. Because the solar wind is very tenuous the electron and ion currents are
very small. Photons hitting the probe have a chance to free an electron by ionizing an atom. If
the probe potential is negative, all these electrons will escape from the probe, creating a current.
In the solar wind, this current dominates. At positive potentials, the photoelectron current drops
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below the plasma currents. At the same time, the probe will attract photoelectrons coming from
Cassini. If areas near the probe are illuminated, the emitted photoelectrons will outnumber the
plasma electrons, and the resulting current will dominate over the plasma currents.
The photoelectron current is given by Eq. 4.15.
To determine the value of I0, data recorded when Cassini was in the solar wind, shortly before
entering Saturn’s magnetosphere, is investigated. At this time Cassini received the same intensity
of sunlight as it will later when orbiting Saturn.
Another motivation for looking at this data was that researchers in Sweden had found that
the photoelectrons did not behave as predicted. A connection with spacecraft attitude seemed
plausible.
8.1.1 Photoelectron current varies with attitude
Figure 8.2: LP data and spacecraft attitude from 14.May 2004 to 29.May 2004. During this
time interval Cassini was situated in the solar wind not far from Saturn. The upper panel show
LP data. Each vertical line is a dataset. The two lower panels show the orientation of Cassini
relative to the Sun.
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The data used, shown in Fig. 8.2, stretches from 14.May 2004 to 29.May 2004 (doy 135-150)
and contain almost 2000 LP sweeps. During this time interval Cassini was about as far from the
Sun as Saturn but still in the solar wind. It frequently turned back and forth to observe the Saturn
system and to send data back to Earth.
As soon as the LP data were plotted together with attitude data (Fig. 8.2), it became clear that
probe currents at negative probe bias changed with the attitude of Cassini. This was not expected
for a spherical probe, as the total illuminated area of a sphere does not change with its attitude.
There are four important variables to consider:
The current due to photoelectrons emitted from the probe. This is found at negative probe
bias, where all photoelectrons escape from the probe and plasma electrons are repelled.
The current due to photoelectrons from the spacecraft. This is found at large positive probe
bias, when all photoelectrons from the probe are recaptured and thus do not contribute any cur-
rent, while photoelectrons from Cassini will be attracted to the probe.
The angle between the Langmuir probe and the Sun. This determines which parts of the
boom that are exposed to sunlight.
The angle between the dish antenna and the Sun. This determines how much of the spacecraft
body is exposed to sunlight.
The most interesting relation is plotted in Fig. 8.3. It shows that I0 is not constant with
attitude.
Figure 8.3: Photoelectron current at -30 V bias varies with attitude. A small number of the
data points have much larger or smaller current values than the rest. This is due to noise or
interference.
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8.1.2 The cause of the photoelectron current variation
Figure 8.4: LP and stub. The stub is the
thin part of the boom right before the LP
sphere.
Figure 8.5: The stub is not parallel to the
X-axis. Picture from Gurnett et al. (2004).
When faced with a problem, it is often wise to seek the simplest answer first. What if one
considers the stub (see Fig. 8.4) to be a part of the probe? It is possible to construct an equation
for the photoelectron current for this geometry. This is done in appendix A. As seen in Fig. 8.5
the stub is not parallel to Cassinis X-axis. Lacking exact data, the assumption that it is at a 20
degree angle to the X-axis is used. A plot using this angle fits remarkably well to the data. (Fig.
8.6)
Without schematics of the LP and its electronics it is hard to say exactly what is happening.
The most likely cause is a leakage current of up to 0.2 nA between the probe and the stub when
the latter is illuminated.
8.1.3 Photoelectrons from Cassini
The effect of photoelectrons emitted from the LP is predictable and simple. The effect of photo-
electrons emitted from Cassini is more complex. It does not depend on the potential of the probe
only, but also on the potential of the spacecraft, and the distribution of sunlight on its body.
Like other objects in space, Cassini’s potential is the floating potential. However, its surface
is not perfectly conducting everywhere, so different regions may lie at different potentials as
described in section 3.3.1. When the area of Cassini near the LP was illuminated while Cassini
was in the solar wind, the electron current was completely dominated by photoelectrons from the
spacecraft. This is shown in Fig. 8.7. The fact that there is a break in the graph indicates that
there are two different electron populations present. Both of these must be coming from Cassini.
Identifying the two populations proved too difficult for the automated fitting. By trial and error,
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Figure 8.6: Current at -30 V probe bias versus angle between LP and Sun. The blue dots are
data. The red line is the equation for current if LP and stub are connected.
Figure 8.7: As this is data from the solar wind, this entire graph is photoelectrons from Cassini.
Current due to the solar wind is on the order of a few nA at a probe bias of 30 V. Note the break
in the graph. (black lines added to emphasize the break)
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it was found that the only way to replicate the data is two electron populations coming from
different plasma potentials. (Fig. 8.8) As these are photoelectrons from Cassini, this translates
to being emitted from areas which lie at different potentials. Evidence of differential charging
of Cassini was observed by CAPS as early as the Earth swing-by on August 18, 1999. (Rymer
et al., 2001)
Figure 8.8: Trial and error leads to a peculiar solution to the problem of two electron popu-
lations. Their densities and temperatures are similar at 9.1 cm−3, 2.1 eV and 11 cm−3, 1 eV.
However, one of the populations seem to come from a plasma potential of 2.6 V while the other
seem to come from 13 V. As this is not a normal plasma, but photoelectrons emitted from Cassini,
these values cannot be taken directly as potentials of different parts of Cassini. What they do tell
us is that some parts of Cassini lie at a different potential than the rest.
It is no surprise that the LP is dominated by photoelectrons while in the tenuous solar wind.
However, the magnetosphere of Saturn contains denser plasmas, so one would assume that the
plasma currents would dominate over the photoelectrons.
Contrary to expectations, the distinct break in the slope of the electron current versus probe
bias was found quite often, also in data taken inside Saturn’s magnetosphere. At first it was
assumed that one of the populations seen in the graph were photoelectrons from Cassini and the
other population the plasma electrons.
However, a side-by-side comparison of data from the solar wind and data from a dense region
inside Saturn’s magnetosphere reveals some interesting facts. See Fig. 8.9. The break in the
current slope in the magnetospheric plasma is located at about the same place as in the solar
wind, the slopes have about the same values, the ratio of the slopes is about the same and the
magnitude of the current is similar. In addition to this, the magnetospheric electron density fitted
for both the lower and higher part of the graph is well below the density fitted for the ions,
which has been confirmed by other instruments. These densities are in fact about the same as
those found when fitting the solar wind graph in the same way. This suggests that both electron
populations seen in the magnetosphere are photoelectrons from Cassini. In addition, the current
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Figure 8.9: The similarities between data from the solar wind and data from dense plasma in
Saturn’s magnetosphere suggest disturbance by photoelectrons from Cassini.
from the plasma electrons should have been much larger than the data shows. Something must
be preventing the plasma electrons from reaching the probe.
Due to the relatively high plasma density in this region of the magnetosphere Cassini is
negatively charged, which means that it will repel electrons. Even in this relatively dense plasma,
the Debye length is 1-2 meters. The LP is only 1.5 meters from the spacecraft body. This means
that the LP sits inside the electric field of Cassini. The electrons have to pass a potential barrier
in order to reach the LP. The size of the barrier varies with the direction the electrons are coming
from.
Such a potential barrier also exists for ions when Cassini is positively charged, but in this
case the kinetic energy of the ions due to their corotation with Saturn is more than large enough
to penetrate the barrier. In the case of heavy ions like OH+, their kinetic energy allow them
to completely ignore the barrier. The electrons also corotate, but their mass is less than one
thousandth the mass of an ion, so their kinetic energy is negligible.
The conclusion is that the ion part (φ > 0) of the LP data is more reliable than the electron
part. This is opposite to what is normal for LP probes. Normally the ion current is too low to be
picked out from the photoelectron current. In Saturn’s magnetosphere the rapid rotation of the
plasma makes the ion current stand out.
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8.2 Saturn Orbit Insertion (SOI)
Figure 8.10: LP data and spacecraft attitude from Saturn orbit insertion. (30.June and 1.July
2004)
The data shown in Fig. 8.10 cover a time interval of two days; 30.Jun 2004 and 1.Jul 2004.
It covers the first passage of Cassini through the inner magnetosphere, starting at 20 RS going
inwards to closest approach at 1.3 RS and then out again to 15 RS . The trajectory is plotted in
Fig. 8.11.
As mentioned in section 8.1.3, there can be two electron populations present. At least one,
sometimes possibly both, of these are photoelectrons from Cassini. Because of this, the LP data
from a sweep cannot be fitted all at once. The results that follow were obtained by two separate
fits. The first fit the ions and the electron population making the first section of the electron part
of the LP graph. The second fit the other electron population. (Fig. 8.12) The plasma electrons
are found in the results sometimes as the first electron population, sometimes as the second one,
sometimes as both, and sometimes they are not found at all.
The ion mass has been assumed to be 18 atomic mass units (amu), as this is the dominant
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Figure 8.11: Cassinis paths around Saturn. Z=0 is the equatorial plane.
Figure 8.12: Two parts of the LP graph are fitted separately. (The black line is just a visual aid)
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mass for most of the region analyzed. (Young et al., 2005) In the regions where other ion masses
(1 amu, 32 amu) are significant, the density is too low to get good results from ion fitting.
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Figure 8.13: SOI results, inbound. The values shown are electron and ion densities (panel 1),
electron temperatures (panel 2), spacecraft charging (panel 3) and plasma velocity (panel 4).
On the bottom is a overview of the moons and rings.
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Figure 8.14: SOI results, outbound. The values shown are electron and ion densities (panel 1),
electron temperatures (panel 2), spacecraft charging (panel 3) and plasma velocity (panel 4).
On the bottom is a overview of the moons and rings.
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Apart from some small differences, the fits (Figs. 8.13, 8.14) agree with previous results.
(Wahlund et al., 2005) The results must be seen in relation to the moons and rings of Saturn,
whose locations are shown below the results. The results of the new analysis is summed up as
follows:
< 2 RS: Above the C and B rings
There are no inbound results in this area due to the engine firing. On the outbound leg electron
densities of 1-3 cm−3 and 2-10 cm−3 are found for the two electron populations. They have a
temperature of 2-4 eV, and the S/C potential is found to be∼0 V. Under these conditions, the first
population (1-3 cm−3) is probably plasma electrons and the second population photoelectrons.
2.3 - 2.8 RS: Between the F and G rings
This area gave the best quality of data. Densities are high, peaking at just over 100 cm−3 at
2.6 RS . The density values for the first electron population match the ion densities closely. The
electron temperature is 1-2 eV and the S/C charge is -2 V.
2.8 - 2.9 RS: The G ring
In this area there are spikes in the ion density and velocity values, as well as a less drastic change
in electron temperature and S/C charge. It is best seen in the inbound results, but also present in
the outbound results.
Waite, Jr. et al. (2005) observed that near the A ring the plasma was composed of O+ and O+2
instead of water group ions. This is caused by the plasma interacting with the ring particles.
Similar mechanisms could be changing the plasma composition near the G ring, explaining the
spikes in this region.
The difference between the electron populations is small and the density values match the ion
density, so there is probably only one population present, which is plasma electrons. The results
for electron density are not disturbed by ion masses differing from what is assumed.
2.9 - 6 RS: The E ring
Going outward, the density decreases and the temperature increases. The ion density is best
matched by the second electron population. The S/C charge slowly varies, descending to a
minimum of -4 V at 5 RS and then rising.
6 - 10 RS: The E ring and Dione
At 6 RS there is a rapid change in electron density, electron temperature and S/C charge. Electron
density goes up, electron temperature goes down, and the S/C charge jumps from -3 V to -1 V.
Both electron densities are higher than the ion density.
Dione orbits at 6.26 RS . It is possible that it interacts with the plasma, creating a rapid change of
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conditions. Another possibility is that photoelectrons from Cassini are disturbing the measure-
ments.
The fact that measurements of plasma density by upper hybrid resonance from RPWS, ion den-
sity measurements from CAPS and the ion density fitted in this thesis all give lower values for
density than that fitted for electrons (Fig. 8.15) suggest that the electron measurements are dis-
turbed by photoelectrons from Cassini.
10 - 14 RS: Tenuous plasma
There are no rings or moons in this area. The plasma becomes hotter and more tenuous with
increasing distance. Fitting ion density and plasma velocity is impossible due to the low ion
density, and the electron density and temperature results are noisy. The S/C charge seem to be
slightly positive, as expected in a tenuous plasma.
14 - 20 RS: Mostly nothing
Close to 14 RS there is a rapid drop in density by an order of magnitude. (Young et al., 2005)
At this point the LP is probably just measuring photoelectrons, so the results doesn’t say much
about the plasma conditions, other than setting an upper limit of 0.7 cm−3 on the density.
Figure 8.15: Density results from different instruments, inbound. The red line is the plasma
density derived from measurements of upper hybrid resonance by RPWS. The green line is the
total ion density observed by CAPS. The black circles are the results for ion density, inbound.
(RPWS and CAPS results extracted from Wahlund et al. (2005) and Sittler, Jr. et al. (2005))
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Comparison of inbound and outbound results
Due to the rapid plasma rotation it is expected that conditions only vary with radial distance from
Saturn and latitude, not with longitude. As seen in Figs. 8.16, 8.17 and 8.18 the inbound and
outbound results are fairly symmetric.
Figure 8.16: Comparison of inbound and outbound density values for SOI. The values shown are
ion densities (panel 1), electron densities of the first population (panel 2) and electron densities
of the second population (panel 3).
Plasma velocity
The values fitted for plasma velocity (Fig. 8.18) are not as expected. At distances 2.3 - 3.6 RS
from Saturn the plasma was expected to corotate. Initially far below corotation at 3.6 RS , the
fitted velocity actually increases with decreasing distance, exceeding both corotation velocity
and the velocity of a natural orbiting satellite. This is a complex problem, which will be the topic
of the next section.
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Figure 8.17: Comparison of inbound and outbound temperatures and S/C charge for SOI. The
values shown are electron temperatures of the first population (panel 1), electron temperatures
of the second population (panel 2) and spacecraft charging (panel 3).
Figure 8.18: Comparison of inbound and outbound plasma velocity values for SOI.
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8.3 The velocity problem
Figure 8.19: LP data and spacecraft attitude 30.Oct 2005. Cassini is at ∼ 5 RS in the equatorial
plane, heading outwards.
The data shown in Fig. 8.19 covers only 2 hours and 40 minutes. As seen in Fig. 8.11,
Cassini is near the equatorial plane and well inside the E ring at this time. As the E ring consists
of water ice particles, (Hillier et al., 2005; Nicholson et al., 1996) the plasma is expected to
consist mainly of water group ions. As explained in section 2.3.1, the magnetic field of Saturn
causes the plasma to corotate with the planet. At this distance, 5 RS , close to full corotation was
expected. (Saur et al., 2004)
These data were investigated at the request of Wahlund, J.-E, Swedish Institute of Space
Physics, in order to confirm or contradict his results. (Fig. 8.20) The problem was that the
value of the ion ram velocity derived from LP data was different from that derived from other
measurements. The velocity was far below corotation, which was not expected at this distance
from Saturn. During SOI, CAPS found close to full corotation for plasma within 8 RS . (Sittler,
Jr. et al., 2005) CAPS also found close to full corotation for the time interval investigated here.
(J.-E. Wahlund, private communication)
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Figure 8.20: Wahlunds results for 2005-10-30. Credit: J.-E. Wahlund. The values shown are
electron density (panel 1), electron temperature(panel 2), spacecraft charging (panel 3), plasma
velocity (panel 4) and ion mass (panel 5).
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Figure 8.21: New fit results for 2005-10-30 from the program developed in this thesis. The values
shown are ion density (panel 1), electron temperature(panel 2), spacecraft charging (panel 3)
and plasma velocity (panel 4). In panel 4, the blue dots is the plasma velocity relative to Cassini.
The green dots is the plasma velocity relative to Saturn, corrected for Cassini’s velocity.
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The new results (Fig. 8.21) have approximately the same values for electron temperature,
spacecraft potential and plasma velocity as Wahlunds results (Fig. 8.20), but the density values
are different. Wahlund get electron densities of 60-80 cm−3. The new results have ion densities
of 80-100 cm−3. It later turns out that the solution to the velocity problem will also solve this.
More on this later.
The plasma velocity is far below corotation. One assumption has been made to get the ve-
locity; that the ion temperature is equal to the electron temperature. This is done because it is
impossible to determine the ion temperature in this area with the LP alone. However, if the ion
temperature is higher, the velocity would be lower. Even if the ion temperature was zero, the ve-
locity would not reach corotation. In fact, since the velocity is squared where the temperature is
not, a small change in assumed temperature does not have a big impact on the resulting velocity.
After ruling out many error sources, including instrument error and errors in the equations, it
was concluded that the plasma composition was in some way different from what was assumed.
Fitting all parameters of several particle populations at once gives the computer too many free
variables, but using the values from the fit of a single ion population an equally good fit can be
found analytically. The understanding gained from this can then be used to rule out impossible
fits, and to keep the appropriate parameters constant to enable fitting of several populations.
What the LP measures is the sum of currents from various sources.
I(V ) = Iphotoelectrons(V ) + Ielectrons(V ) + Iions(V ) (8.1)
The goal is to replace the Iions(V ) with an identical Iions(V ) based on different parameter values.
As long as only ion-specific parameters are changed, the other currents will not change, and the
graph produced with the new parameters will be an equally good fit to the data as the original fit
from the program.
The equation of the ion current (Eq. 4.12) makes a line, and is thus described by its slope and
offset, given by
slope =
Ane
√
kT
2pim
+ v
2
16
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(8kT
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and
Ii(0) = Ane
√
kT
2pim
+
v2
16
(8.3)
These equations would be much simpler if the thermal component could be eliminated. Using
parameter values from a fit, (T=2 eV, m=18 amu and v=15000 m/s) these values are obtained:
(in units of m2/s2)
kT
2pim
= 1.6 ∗ 106 (8.4)
v2
16
= 14 ∗ 106 (8.5)
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Figure 8.22: The dataset and fit used in some of the following calculations.
The thermal component is much smaller than the velocity component, and can probably be ig-
nored. If that leads to errors, they can be spotted later when checking the results. The resulting
equations are:
slope =
Ane
2mv
(8.6)
and
Ii(0) =
1
4
Anev (8.7)
8.3.1 Single corotating ion population solution
The first thing to check is what parameters would be required for a corotating fit. As Cassini
is orbiting Saturn, its velocity vector must be subtracted from the velocity vector of the plasma.
The resulting velocity of a corotating ion as seen by Cassini is in this case 34km/s, giving the
ratio v
v′ = 0.44.
Ane
2mv
= slope =
An′e
2m′v′
(8.8)
n
mv
=
n′
m′v′
(8.9)
1
4
Anev = Ii(0) =
1
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An′ev′ (8.10)
nv = n′v′ (8.11)
n′ = n
v
v′
= 0.44n = 46cm−3 (8.12)
m′ = m
vn′
v′n
= 0.442m = 3.5amu (8.13)
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Unmarked parameters are the original fit, marked parameters are the new fit. Using these
parameters fit the data very well, but it is still not a solution to the problem. Setting the velocity
to corotation caused new problems. A corotating fit of a single ion population requires a density
far below what is measured by other methods, and also an ion mass that is too small, as the
plasma consists mostly of water group ions.
8.3.2 Water group and hydrogen ions solution
Although water group ions dominate, it is possible that a small fraction of hydrogen could be
present. Because of its small mass, the hydrogen could have a disproportionate effect on the
measurements. The question to be answered is how much hydrogen is needed for a corotating
fit. As before, the slope must stay the same.
An0e
2m0v0
= slope =
An1e
2m1v1
+
An2e
2m2v2
(8.14)
(m0 = m1 = 18 amu, m2 = 1 amu, v00.44 = v1 = v2) This results in this equation:
n1 + 18n2
n0
=
v1
v0
(8.15)
The offset must also stay the same.
1
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1
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An1ev1 +
1
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An2ev2 (8.16)
Which gives this equation:
n0
n1 + n2
=
v1
v0
(8.17)
The results are combined to get
n0
n1 + n2
=
n1 + 18n2
n0
(8.18)
If n = n1 + n2 is the total number density of the new fit and r is the percentage of the total
density that is hydrogen, then rn1 = (1 − r)n2. Using this expression, the equation is rewritten
to get expressions for the densities:
n1 = n0(1− r)
√
1/(1 + 17r) (8.19)
and
n2 = n0r
√
1/(1 + 17r) (8.20)
To get a value for r these equations are combined with Eq. 8.15 or 8.17 and solved for r.
r =
v21
v20
− 1
17
= 0.24 (8.21)
This results in a total density n = 46cm−3. Once again, the total density dropped far below
the values from other measurements. Also, the hydrogen content of the plasma is at most a few
percent, not 24.
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8.3.3 Slow and fast water group ions solution
With all explanations ruled out so far, an interesting theory was put forth by Wahlund. The ions
could be interacting with the negatively charged dust particles. Like Cassini itself, these particles
are charged to the floating potential.
There are two ways that the charged dust particles could be imagined to disturb or even trap
the ions. The ions may be trapped in the potential field of the particles. This would obviously
cause them to move at the same velocity as the dust. Another possibility is that they may be
scattered when passing close to the particles. If the collision frequency is high enough they will
not be able to accelerate to corotation velocities, and the exchange of momentum would cause the
dust and the ions to move with the same velocity on average. Because the dust is much heavier
than the ions , their velocity would be Keplerian. In both cases, recently ionized ions would be
the most susceptible to be trapped. Fig. 8.23 illustrates these mechanisms.
Figure 8.23: Left: Ions are trapped in the potential field of a particle. Right: Ions are repeatedly
dragged off course by the charged dust particles.
Once again, equations to estimate what parameters would be required for this explanation are
created. This time, the temperature could have an impact so it is included in the equations.
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To make the equations simpler, C1 = k2pim and C2 =
1
16
are defined.
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The equations are combined:
(
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2
2)
C1T0 + C2v20
(8.24)
r is defined as the percentage of ions in the new fit that are moving at corotation velocity.
The relation rn1 = (1− r)n2 is used to eliminate the densities.
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The equation is solved for r, requiring that r ∈ [0, 1].
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Which gives the ratio as a function of the ion velocities and temperatures. The ratio in turn
gives the densities
n2 = n0
√
C1T0 + C2v20
(1−r
r
)2(C1T1 + C2v21) + (C1T2 + C2v
2
2)
(8.27)
and
n1 =
1− r
r
n2 (8.28)
It would also be possible to get the temperatures from the densities in a similar fashion.
From these equations it is seen that to fit the densities of a combination of corotating and
Keplerian ions, the program must be given values for the ion velocities and temperatures. Such
a fit can be seen in Fig. 8.24.
Figure 8.24: A fit with hotter corotating ions and colder Keplerian ions.
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Another advantage of these equations is that graphs can be made of the density values the
program is expected to fit for the different temperatures. Figs. 8.25 and 8.26 are examples of this.
Note that those graphs are only meant to be useful for seeing trends and approximate values.
One of the trends is that solutions with reasonable temperatures have a lower total density
than the original single population fit. This leads back to the difference in densities between
Wahlunds results and the new results. The first thing to notice is that Wahlunds density is based
on electrons while the new density is based on ions. Fitting a combination of corotating and
Keplerian ions with a single ion population leads to errors. Fitting a combination of corotating
and Keplerian electrons does not, as the thermal motion of the electron dominates over their
drift velocity. Second, there are two sets of densities in Wahlunds results. One is the fit, the
other is obtained in a different way using other parts of the RPWS. The method is explained
in Wahlund et al. (2005). It combines measurements of plasma frequencies with magnetic field
measurements to derive the electron density. As it measures plasma further from Cassini than
the Langmuir probe it does not suffer some of the adverse effects that the Langmuir probe does,
and so its measurements are more trustworthy.
A fit with two ion populations at a reasonable temperature can produce a total ion density
that matches the density derived from the plasma frequency. This eliminates the difference in
density between Wahlunds results and the new fit results, but before a conclusion can be reached
an explanation has to be given for why CAPS only found corotating plasma.
Figure 8.25: Alternative density values if both new populations have the same temperature.
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Figure 8.26: Alternative density values if the temperature of the corotating population is 10 times
the temperature of the Keplerian population. The X-axis show both temperatures. (TKep/Tcorot)
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8.3.4 Why CAPS only saw corotating ions
For this time interval investigated, the Cassini Plasma Spectrometer (CAPS) detected only coro-
tating ions. If the plasma consists of ions moving at different velocities, the fact that CAPS only
detected one of the ion populations needs to be explained.
Both plasma populations are moving counterclockwise around Saturn, so initially one would
assume that if CAPS saw one population, it would also see the other. However, Cassini also
moved counterclockwise. At about 5 Saturn radii, the two plasma populations are seen as going
in opposite directions. (Fig. 8.27) As CAPS has a limited field of view (Fig. 8.28), and was
oriented to view corotating plasma, ions moving with Keplerian velocities would not be detected
by it.
Figure 8.27: Velocities at ∼ 5 RS .
Figure 8.28: The CAPS instrument consists of three sensors. The blue, green and red slices show
the field of view of respectively the Ion beam spectrometer (IBS), the Ion mass spectrometer (IMS)
and the Electron spectrometer (ELS). Credit: NASA
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8.3.5 Conclusion
A plasma consisting of two populations, one corotating, the other moving at Keplerian velocities,
would produce the results from the LP and CAPS and make the fitted ion density match the
density derived from plasma frequency measurements. The Langmuir probe alone can not prove
the existence of the two ion populations, but future measurements by Cassini should be able to
determine if this theory is right or not.
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9 Summary & Future work
9.1 Summary
The development of a program for analyzing LP data was not without difficulty, but the end
product has turned out to be a useful tool for determination of plasma density and drift velocity
in Saturn’s magnetosphere. The program provides fast and automatic fitting of data as well as the
ability to fit a single dataset and have the results instantly plotted onscreen. To alter the resulting
parameters and add or remove particle populations, producing new graphs, is useful for testing
the effects of different plasma conditions. The program also has the option of loading attitude
and position data, which is used for corrections and saved along with the results, making it easy
to plot the results as a function of distance from Saturn.
The topic of photoelectrons proved to be more challenging than expected. Because the LP is
close to Cassini, photoelectrons emitted from Cassini can have a big impact on the measurements
under certain conditions. It also means that the LP is in the electric potential field of Cassini,
forcing some particles to overcome a potential barrier before reaching the probe.
The last part of the boom, the stub, is controlled to be at the same potential as the spherical
probe, but is separated from the current-measuring circuitry of the probe. Strong indications
have been found that there is a small leakage current between the stub and the probe. The stub
is effectively a part of the probe when measuring the current due to photoelectrons emitted from
the probe.
The first real test of the program was the analysis of Langmuir probe data from the Saturn
orbit insertion. The results were generally in agreement with previous analysis of the same data,
with some small differences. One of these small differences was the possible signature of the
G-ring. All in all, the program performed well.
On the topic of anomalous velocity results at ∼ 5 RS , fit results were combined with analytic
manipulations of the ion current equation to rule out the presence of a fraction of hydrogen as
the cause. A theory was put forward that negatively charged dust grains could be disturbing
or even trapping part of the plasma, resulting in two ion populations, one moving at corotation
velocity, the other moving with the dust at Keplerian velocity. The consequences of such a
plasma were investigated, and it was found that it could both produce the results observed by the
Langmuir probe and explain why CAPS saw only corotating ions. The conclusion so far is that
this explanation is possible, but can not be proved using the Langmuir probe alone.
9.2 Future work
Several improvements could be done to the program. Parts of the code can be written in a more
elegant/structured way, making it easier to expand, reuse and easier to read and understand.
Rewriting lmfit to object-oriented form would be useful, allowing it to be easily integrated into
future projects. Although the program can be used to analyze any LP data, the program contains
small, hardcoded adjustments for data from the Cassini LP, and it has only been tested for pa-
rameter values which make sense for the Cassini LP. The program could be easily rewritten to
handle any data, but lots of testing would be required.
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The exact nature of the interaction between the stub and the Langmuir probe has not been
revealed. (see section 8.1) It would be useful for future analysis of LP data from Cassini if a full
explanation was found.
Regarding the velocity issue, evidence confirming or denying the theory of ions at different
velocities is right or not will probably be presented in the near future. If it turns out that the
theory is not correct, an alternate explanation will be needed.
Cassini is still orbiting Saturn, transmitting data back to Earth. There is certainly enough
material there for more theses. The Langmuir probe is clearly able to investigate plasma in the
inner magnetosphere, as long as error sources such as photoelectrons are taken into account.
Cassini regularly passes through the upper parts of Titans atmosphere, whose cold, dense plasma
is perfect for Langmuir probe measurements. The plasma surrounding the rings of Saturn show
up in the Langmuir probe data, but Cassini has not, and will not, spend much time near the rings.
The LP could possibly detect disturbances of the plasma near the icy moons, but to get useful
data a very close pass would be needed, and the time interval of a flyby would be very short.
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Figure A.1: Basic parts of LP and boom.
Figure A.2: Variables used in the calculations.
A Sunlight hitting stub
In this section, an equation for the photoelectron current to the probe when the stub is considered
to be a part of the probe is constructed. The probe and the stub are made of the same materials
and biased to the same potential, so they will emit the same amount of photoelectrons per area.
As it is basically a simple geometric problem it can be solved analytically. See fig. A.1 for the
names of the different parts, and fig. A.2 for the names of the variables used. One assumption
is made; That the border between sunlight and shadow is a plane. In other words, the probe is
considered a cylinder with respect to the shadow it creates. This is valid as long as R >> r.
The distance between where the probe meets the boom and the point where the sunlight is
tangent to the probe (Point 1):
lp = (R−R cos(pi
2
− θ))− (R−
√
R2 − r2) (A.1)
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Figure A.3:
Height of Point 1 above top of boom:
h = max(R sin(
pi
2
− θ)− r, 0) (A.2)
Length of shadow:
L = h tan(θ) (A.3)
Length of boom that is in shadow:
lb = L− lp (A.4)
The length of stub in sunlight times 2r is the area presented to an observer looking straight
down at the stub. To get the area presented to the sun, it is multiplied by sin(θ).
sla = 2r max(D − lb, 0) sin(θ) (A.5)
As the sunlight comes in at an angle, an additional correction is needed at the left end of
the sunlit area of the stub. See fig. A.3. The subtracted area is found by integrating Y1 over
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x = 0..r pi
2
. This is also multiplied with cos(φ) sin(θ) to get the area presented to the sun, and
with 2 because this integral is of only one side.
slaMod = −2
∫ r pi
2
0
Y1(x) cos(φ) sin(θ)dx = −2r2 cos(θ)4− pi
4
(A.6)
When the shadow reaches the end of the stub, these modifications are no longer wanted. To
get rid them the expression is multiplied by the step function:
H((D − r
tan(θ)
)− lb) (A.7)
The total sunlit area of the stub:
sla = 2r max(D − lb, 0) sin(θ) + slaMod ∗H((D − r
tan(θ)
)− lb) (A.8)
To get the current a value for the current per sunlit area is needed. This is found by dividing
the current when only the probe is in sunlight with the projected area of the probe. The result is
331 nA/m2. The total current in nA is:
I = 331(piR2 +max(sla, 0)) (A.9)
The matlab code:
theta=0:pi/200:pi/2;
R=0.025;
r=0.00635/2;
D=0.109;
lp=(R-R*cos(pi/2-theta))-(R-sqrt(R*R-r*r));
L=(max(R*sin(pi/2-theta)-r,0)).*(cos(theta)./sin(theta));
lb=L-lp;
endOfStub=max(((D-r./tan(theta))-lb)./abs((D-r./tan(theta))-lb),0);
slaMod=(-2*r*r*cos(theta)*(4-pi)/4).*endOfStub;
sla=max(D-lb,0)*2*r.*sin(theta)+slaMod;
I=331*(pi*R*R+max(sla,0));
semilogy(theta*180/pi,I),axis([0 100 0.3 3])
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Table 1: Appropriate equations
Size of body: Small Intermediate Large
Body at rest, V/α <<1
Attractive field Eq. 3.3 Eq. 3.4 with 3.5 and 3.6 Eq. 3.7
Repulsive field Eq. 3.2 Eq. 3.2 Eq. 3.2
Body moving, V/α 6=0
Attractive field Eq. 3.14 Fig. 4 Eq. 3.13 or Fig. 4
Repulsive field Eq. 3.9 Eq. 3.9 Eq. 3.9
B Langmuir probe equations
This section is a summary of Langmuir probe equations taken from Whipple, Jr. (1965). They
are labeled with the equation numbers of that thesis. "Size of body" refers to the size of the probe
versus the Debye length.
In all cases examined in this thesis, the "small" column in Table 1 has been found appropriate.
For electrons the probe is at rest. For ions it is moving.
α: the most probable thermal velocity, defined by 1
2
mα2 = kT .
L: Debye length
L =
√
0kT
ne2
(3.1)
I =
neαA
2
√
pi
eφe/kT (3.2)
I =
neαA
2
√
pi
(1 +
φe
kT
) (3.3)
I =
neα
2
√
pi
(4pia2)
(
1− a
2 − r2
a2
e−r
2eφ/kT (a2−r2)
)
(3.4)
a = r + t (3.5)
t
L
= 0.83 ∗ ( r
L
)1/3(
φe
kT
)1/2 (3.6)
I =
neα
2
√
pi
(4pia2)(1 +
2t
r
) (3.7)
I = pir2n+eV (1− 2φe
m+V 2
) (3.8)
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I =
pir2
2
n+eV [(1 +
α2+
2V 2
− U
2
V 2
)(erf(
V + U
α+
) + erf(
V − U
α+
))
+
α+√
piV
((
U
V
+ 1)e
−(V−U
α+
)2 − (U
V
− 1)e−(V+Uα+ )2)] (3.9)
U =
√
2eφ
m+
(3.10)
erf(x) =
2√
pi
∫ x
0
e−u
2
du (3.11)
I = pia2n+eV [(1 +
α2+
2V 2
)erf(
V
α+
) +
α+
V
√
pi
e−(V/α+)
2
] (3.13)
I = n+eα+
√
pir2[
√
piα+
V
erf(
V
α+
)(
φe
kT
+
V 2
α2+
+
1
2
) + e−(V/α+)
2
] (3.14)
B.1 Comparison with approximation
Using Eq. 3.14/3.9 for the ion current can be quite slow on a computer, and too complicated on
paper. The reason that it takes so much computer time is that for each erf() the computer has to
do a numeric integral. An equation that does not require the use of a numeric integral would be
much faster, and also more analytically malleable.
This semi-empirical approximation (cf. Sagalyn, 1963; Fahleson, 1967; Kasha, 1969) is an
example of such an equation.
Ii = Ii0(1 + φ/Ui)
Ii0 = Ane
√
kT
2pim
+
v2
16
Ui =
m
2e
(
8kT
pim
+ v2)
It was tested against the previous equations for all combinations of the conditions expected.
(Temperatures 0.1 - 50 eV, densities 0.01 - 200 cm−3, plasma velocities 0 - 1000 km/s, plasma
potentials -10 - 10 V.) In all cases the difference between the graph produced by the approxima-
tion and the graph produced by the other equations was insignificant, and the biggest deviations
were for conditions where the electron current would dominate over the ion current. One such
case is plotted in Fig. B.1.
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Figure B.1: Blue line is electron current. Red lines are ion currents. The lower red line is the
approximation.
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C Coordinate systems
In this thesis, three cartesian coordinate systems have been in use. All are orthogonal and
righthanded.
C.1 Ecliptic
Centered on Saturn. Only used for finding angles between an arbitrary direction and the direction
to the Sun.
X-axis – Along the Planet-to-Sun line, positive towards the Sun.
Y-axis – Z x X
Z-axis – Parallel to the planetary orbital plane upward normal.
C.2 Equatorial
Centered on Saturn. Used to describe objects and movement in the vicinity of Saturn.
X-axis – In the Planet-Sun plane, positive towards the Sun.
Y-axis – Z x X
Z-axis – Northward spin axis of Saturn.
C.3 Cassini’s local coordinate system
Centered on Cassini. Used to describe the location and attitude of instruments.
See Fig. C.1 for the axes.
The LP is mounted in the negative X direction. Most instruments, including the cameras, are
looking in the negative Y direction. The engines are in the positive Z direction and the high gain
antenna is in the negative Z direction.
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Figure C.1: Cassinis coordinate system. Picture from Gurnett et al. (2004). (Slightly modified)
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D Source code
D.1 Core files
All code is written by me, unless otherwise noted.
D.1.1 Master_LP.h & Master_LP.cpp
Master_LP handles the UI and functionality of the program, tying everything together. Looking
at it now, I see that it would have been cleaner to have a more strict separation of UI and the rest
of the program. Then this class could be split into two classes.
There are some hardcoded limits; Max 100 parameters (constants & variables). Max 2560
data points to be fitted at once. Max 6 particle populations. These are rather abritraily chosen,
but high enough so that they shouldn’t cause any trouble. The first two can be expanded very
easily.
Listing 1: Master_LP.h
#pragma once
/ / C lanLib
# i n c l u d e < ClanLib / c o r e . h>
# i n c l u d e < ClanLib / a p p l i c a t i o n . h>
# i n c l u d e < ClanLib / d i s p l a y . h>
# i n c l u d e < ClanLib / g l . h>
# i n c l u d e < ClanLib / g u i . h>
# i n c l u d e < ClanLib / g u i s t y l e s i l v e r . h>
# i n c l u d e " Mouse . h "
# i n c l u d e " Keyboard . h "
# i n c l u d e " C l a n L i b E x t e n s i o n s . h "
# i n c l u d e < s t r i n g >
# i n c l u d e < s s t r e a m >
# i n c l u d e < f s t r e a m >
# i n c l u d e < i o s t r e a m >
# i n c l u d e < v e c t o r >
# i n c l u d e " In Da ta . h "
# i n c l u d e " OutData . h "
# i n c l u d e " Model . h "
# i n c l u d e " U n i t s . h "
# i n c l u d e " MVector . h "
# i n c l u d e " Date . h "
# i n c l u d e " Numerics . h "
/ / l m f i t
# i n c l u d e " l m f i t −2.1/ lmmin . h "
# i n c l u d e " l m f i t −2.1/ lm_eva l . h "
# i n c l u d e " l m f i t −2.1/ lmmin_bc . h "
i n l i n e s t d : : s t r i n g i n t 2 s t r i n g ( i n t vv ) { s t d : : s t r i n g s t r e a m s s ; s t d : : s t r i n g s ; s s << vv ; s s >> s ; re turn s ; }
i n l i n e i n t s t r i n g 2 i n t ( s t d : : s t r i n g s s ) { re turn a t o i ( s s . c _ s t r ( ) ) ; }
i n l i n e double s t r i n g 2 d o u b l e ( s t d : : s t r i n g s s ) { re turn a t o f ( s s . c _ s t r ( ) ) ; }
i n l i n e s t d : : s t r i n g d o u b l e 2 s t r i n g ( double dd ) { s t d : : s t r i n g s t r e a m s s ; s t d : : s t r i n g s ; s s << dd ; s s >> s ; re turn s ; }
s t r u c t P o s S t r u c t {
Date d a t e ;
MVector pos ;
} ;
s t r u c t A t t S t r u c t {
Date d a t e ;
s t d : : v e c t o r <MVector > a t t ;
} ;
s t r u c t L P D a t a S t r u c t {
Date d a t e ;
s t d : : v e c t o r <double > V, I ;
s t d : : v e c t o r <MVector > a t t ;
MVector pos ;
double mzaxisAngleSun ;
double mxaxisAngleSun ;
double LPAngleSun ;
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} ;
s t r u c t G l o b a l v a r s { / / u g l y way t o do t h i s , b u t t h e a l t e r n a t i v e i s r e w r i t i n g l m f i t
Model * m o d e l p t r ;
s t d : : s t r i n g eqToUse ;
I nD a t a i n D a t a ; / / g e t l o c k e d v a r i a b l e s here
s t d : : v e c t o r < s t d : : s t r i n g > p a r a m e t e r T o F i t ;
} ;
G l o b a l v a r s g l o b a l v a r s ;
c l a s s Master_LP : p u b l i c C L _ C l a n A p p l i c a t i o n
{
p u b l i c :
bool q u i t ;
CL_ResourceManager g u i _ S i l v e r R e s o u r c e s ;
C L _ S t y l e M a n a g e r _ S i l v e r * g u i _ S t y l e ;
C L _ S l o t C o n t a i n e r g u i _ S i g n a l S l o t s ;
CL_ResourceManager gui_RM ;
CL_GUIManager * gui_GM ;
CL_ComponentManager * gui_CM ;
CL_Font f o n t ;
CL_Surface d r a w S u r f a c e ;
CL_Canvas * c an va s ;
C l a n L i b E x t e n s i o n s CLExt ;
void D a t a _ b t n ( ) ;
void O p t i o n s _ b t n ( ) ;
void S i m u l a t i o n _ b t n ( ) ;
void A n a l y s i s _ b t n ( ) ;
void GraphView_btn ( ) ;
void Back_btn ( ) ;
void f 4 _ S a v e _ b t n ( ) ;
void R u n S i m u l a t i o n _ b t n ( ) ;
void f 2 _ R u n A n a l y s i s ( i n t mode ) ; / / mode==1 −− f i t one d a t a s e t mode!=1 −− f i t a l l d a t a s e t s
void E x i t _ b t n ( ) ;
void I n i t i a l i z e G U I ( ) ;
void D e i n i t i a l i z e G U I ( ) ;
void I n i t i a l i z e D a t a ( ) ;
void processMouse ( ) ;
void p r o c e s s K e y b o a r d ( ) ;
void drawAl l ( ) ;
i n t graphMode , s e l e c t M o d e ;
void DrawGraphs ( i n t mode , OutData * graphData , CL_Color c o l ) ;
void DrawGraphs_CM ( i n t mode , OutData * graphData , CL_Color c o l ) ;
void DrawExtras ( ) ;
void LoadFromFi le ( ) ;
void LoadDataSe t ( i n t s e t ) ;
void f1_l1bm ( ) ;
void f 1 _ l 1 b p ( ) ;
void f1_b2 ( ) ;
void f1_swi tchGraphMode ( ) ;
void f 1 _ s w i t c h F o c u s ( ) ;
void f2_LoadSe t ( ) ;
void f2_Swi tchAna lys i sGraphMode ( ) ;
void f2_b52 ( ) ;
void Smooth ( ) ;
void Selec tMode ( i n t mode ) ;
void GraphMode ( i n t mode ) ;
void f4_pushGraph ( ) ;
void f4_popGraph ( ) ;
void f5_b1 ( ) ;
void f5_b2 ( ) ;
/ / For s i m u l a t i o n&a n a l y s i s
I nD a t a i n D a t a ; / / da ta t h a t goes i n t o t h e Langmuir Probe / model
OutData o u t D a t a ; / / da t a t h a t comes o u t from t h e Langmuir Probe / model ( and s u b s e q u e n t c a l c u l a t i o n s )
Model model ;
s t d : : v e c t o r <OutData > a l l D a t a ; / / h o l d s s e v e r a l da ta s e t s
/ / For p l o t t i n g
s t d : : v e c t o r <OutData > g r a p h S t a c k ; / / a d d i t i o n a l graphs t o p l o t
/ / For da ta p r e p a r a t i o n
double l e n g t h S c a l e ;
MVector LP ; / / d i r e c t i o n o f LP boom i n s / c coo rd s
/ / Genera l purpose
Mouse mouse ;
Keyboard keyboard ;
Numerics n u m e r i c s ;
v i r t u a l i n t main ( i n t argc , char ** a rgv )
{
/ / C re a t e a c o n s o l e window f o r t e x t−o u t p u t i f n o t a v a i l a b l e
/ / Use p r i n t f or c o u t t o d i s p l a y some t e x t i n your program
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CL_ConsoleWindow c o n s o l e ( " Conso le " ) ;
c o n s o l e . r e d i r e c t _ s t d i o ( ) ;
t r y
{
s t d : : cout <<" Master_LP s t a r t e d "<< s t d : : e n d l ;
/ / C lanLib i n i t
CL_SetupCore se tup_CL_core ;
CL_SetupGL setup_CL_GL ;
CL_SetupDisp lay s e t u p _ C L _ d i s p l a y ;
CL_SetupGUI setup_CL_GUI ;
CL_DisplayWindow d i s p l a y ( " Master_LP " , 800 , 600) ;
mouse . I n i t i a l i z e ( ) ;
keyboard . I n i t i a l i z e ( ) ;
s t d : : cout <<" ClanLib i n i t i a l i z e d "<< s t d : : e n d l ;
/ / g u i i n i t
I n i t i a l i z e G U I ( ) ;
s t d : : cout <<"GUI i n i t i a l i z e d "<< s t d : : e n d l ;
q u i t = f a l s e ;
CL_Display : : c l e a r ( CL_Color ( 2 5 5 , 2 5 5 , 2 5 5 ) ) ;
f o n t =CL_Font ( "Window / f o n t " , &g u i _ S i l v e r R e s o u r c e s ) ;
/ / more i n i t
d r a w S u r f a c e =CL_Surface ( " b lank800x600 . png " ) ;
c a n va s =new CL_Canvas ( d r a w S u r f a c e ) ;
/ / i n i t da ta
I n i t i a l i z e D a t a ( ) ;
g l o b a l v a r s . m o d e l p t r=&model ;
/ / program loop
whi le ( ( ! keyboard . g e t _ k e y c o d e (CL_KEY_ESCAPE) ) &&(! q u i t ) ) {
drawAl l ( ) ;
p rocessMouse ( ) ;
p r o c e s s K e y b o a r d ( ) ;
/ / Update s y s t e m
CL_Display : : f l i p ( ) ; CL_System : : k e e p _ a l i v e ( 1 0 ) ;
}
/ / C l a n l i b d e i n i t
d e l e t e c an va s ;
D e i n i t i a l i z e G U I ( ) ;
}
ca tch ( CL_Error e r r )
{
s t d : : c o u t << e r r . message . c _ s t r ( ) << s t d : : e n d l ;
}
ca tch ( . . . )
{
s t d : : c o u t << " Unknown e x c e p t i o n thrown " << s t d : : e n d l ;
}
c o n s o l e . d i s p l a y _ c l o s e _ m e s s a g e ( ) ;
re turn 0 ; / / e x i t
}
} app ;
double m y _ f i t _ f u n c t i o n ( double t , double * p )
{
unsigned i n t tv1 , t v 2 ;
s t d : : s t r i n g t s 1 ;
bool a l t V p F l a g [ 6 ] , a l t P p l F l a g [ 6 ] ;
f o r ( t v 1 =0; tv1 <6; t v 1 ++) { a l t V p F l a g [ t v 1 ]= a l t P p l F l a g [ t v 1 ]= f a l s e ; }
g l o b a l v a r s . i n D a t a . Pp= t ;
f o r ( t v 1 =0; tv1 < g l o b a l v a r s . p a r a m e t e r T o F i t . s i z e ( ) ; t v 1 ++) {
t s 1 = g l o b a l v a r s . p a r a m e t e r T o F i t [ t v 1 ] ;
i f ( t s 1 =="T" ) g l o b a l v a r s . i n D a t a . pop [ 1 ] . T= g l o b a l v a r s . i n D a t a . pop [ 0 ] . T=p [ t v 1 ] ;
e l s e i f ( t s 1 ==" n " ) g l o b a l v a r s . i n D a t a . pop [ 1 ] . n= g l o b a l v a r s . i n D a t a . pop [ 0 ] . n=p [ t v 1 ] ;
e l s e i f ( t s 1 ==" Ppl " ) g l o b a l v a r s . i n D a t a . Pp l =p [ t v 1 ] ;
e l s e i f ( t s 1 ==" vp " ) g l o b a l v a r s . i n D a t a . vp=p [ t v 1 ] ;
e l s e i f ( t s 1 ==" APpl " ) {
g l o b a l v a r s . i n D a t a . Pp l =p [ t v 1 ] ;
f o r ( t v 2 =0; tv2 <6; t v 2 ++) i f ( ! ( a l t P p l F l a g [ t v 2 ] ) ) g l o b a l v a r s . i n D a t a . pop [ t v 2 ] . Pp l =p [ t v 1 ] ;
}
e l s e i f ( t s 1 =="Avp" ) {
g l o b a l v a r s . i n D a t a . vp=p [ t v 1 ] ;
f o r ( t v 2 =0; tv2 <6; t v 2 ++) i f ( ! ( a l t V p F l a g [ t v 2 ] ) ) g l o b a l v a r s . i n D a t a . pop [ t v 2 ] . vp=p [ t v 1 ] ;
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}
e l s e i f ( t s 1 ==" PhEl " ) g l o b a l v a r s . i n D a t a . PhEl=p [ t v 1 ] ;
e l s e i f ( t s 1 ==" T 1 e f f " ) g l o b a l v a r s . i n D a t a . pop [ 1 ] . T=p [ t v 1 ] ;
e l s e i f ( t s 1 . s u b s t r ( 0 , 1 ) =="T" ) g l o b a l v a r s . i n D a t a . pop [ s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 , 1 ) ) ] . T=p [ t v 1 ] ;
e l s e i f ( t s 1 . s u b s t r ( 0 , 1 ) ==" n " ) g l o b a l v a r s . i n D a t a . pop [ s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 , 1 ) ) ] . n=p [ t v 1 ] ;
e l s e i f ( t s 1 . s u b s t r ( 0 , 1 ) =="m" ) g l o b a l v a r s . i n D a t a . pop [ s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 , 1 ) ) ] .m=p [ t v 1 ] ;
e l s e i f ( t s 1 . s u b s t r ( 0 , 1 ) ==" c " ) g l o b a l v a r s . i n D a t a . pop [ s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 , 1 ) ) ] . c=p [ t v 1 ] ;
e l s e i f ( t s 1 . s u b s t r ( 0 , 2 ) ==" vp " ) {
g l o b a l v a r s . i n D a t a . pop [ s t r i n g 2 i n t ( t s 1 . s u b s t r ( 2 , 1 ) ) ] . a l t V a l u e s = t ru e ;
g l o b a l v a r s . i n D a t a . pop [ s t r i n g 2 i n t ( t s 1 . s u b s t r ( 2 , 1 ) ) ] . vp=p [ t v 1 ] ; a l t V p F l a g [ s t r i n g 2 i n t ( t s 1 . s u b s t r ( 2 , 1 ) ) ]=
t rue ;
}
e l s e i f ( t s 1 . s u b s t r ( 0 , 3 ) ==" Ppl " ) {
g l o b a l v a r s . i n D a t a . pop [ s t r i n g 2 i n t ( t s 1 . s u b s t r ( 3 , 1 ) ) ] . a l t V a l u e s = t ru e ;
g l o b a l v a r s . i n D a t a . pop [ s t r i n g 2 i n t ( t s 1 . s u b s t r ( 3 , 1 ) ) ] . Pp l =p [ t v 1 ] ; a l t P p l F l a g [ s t r i n g 2 i n t ( t s 1 . s u b s t r ( 3 , 1 ) ) ]=
t rue ;
}
e l s e i f ( t s 1 ==" rp " ) g l o b a l v a r s . i n D a t a . rp =p [ t v 1 ] ;
e l s e s t d : : cou t <<" I n v a l i d d a t a p a s s e d t o m y _ f i t _ f u n c t i o n ( ) . "<< s t d : : e n d l ;
}
re turn g l o b a l v a r s . mode lp t r−>f (& g l o b a l v a r s . inData , g l o b a l v a r s . eqToUse ) ;
}
Listing 2: Master_LP.cpp
# i n c l u d e " Master_LP . h "
void Master_LP : : D a t a _ b t n ( )
{
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f0 " ) )−>show ( f a l s e ) ;
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f5 " ) )−>show ( t rue ) ;
}
void Master_LP : : O p t i o n s _ b t n ( )
{
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f0 " ) )−>show ( f a l s e ) ;
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f3 " ) )−>show ( t rue ) ;
}
void Master_LP : : S i m u l a t i o n _ b t n ( )
{
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f0 " ) )−>show ( f a l s e ) ;
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f1 " ) )−>show ( t rue ) ;
graphMode =0;
}
void Master_LP : : A n a l y s i s _ b t n ( )
{
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f0 " ) )−>show ( f a l s e ) ;
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f2 " ) )−>show ( t rue ) ;
graphMode =1;
s e l e c t M o d e =0;
}
void Master_LP : : GraphView_btn ( )
{
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f0 " ) )−>show ( f a l s e ) ;
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f4 " ) )−>show ( t rue ) ;
}
void Master_LP : : Back_btn ( )
{
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f0 " ) )−>show ( t rue ) ;
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f1 " ) )−>show ( f a l s e ) ;
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f2 " ) )−>show ( f a l s e ) ;
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f3 " ) )−>show ( f a l s e ) ;
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f4 " ) )−>show ( f a l s e ) ;
( ( CL_Frame *) gui_CM−>ge t_componen t ( " f5 " ) )−>show ( f a l s e ) ;
s e l e c t M o d e =0;
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb13 " ) )−>i s _ c h e c k e d ( ) ) {
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 4 _ s a v e " ) )−>e n a b l e ( f a l s e ) ;
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ s a v e " ) )−>e n a b l e ( f a l s e ) ;
} e l s e {
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 4 _ s a v e " ) )−>e n a b l e ( t rue ) ;
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ s a v e " ) )−>e n a b l e ( t rue ) ;
}
}
void Master_LP : : f 4 _ S a v e _ b t n ( )
{
canvas−>s y n c _ s u r f a c e ( ) ;
CLExt . saveToPNG ( " u t . png " , d r a w S u r f a c e ) ;
}
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void Master_LP : : R u n S i m u l a t i o n _ b t n ( )
{
double m u l t i p l i e r ;
s t d : : s t r i n g t s 1 ;
i n t pop= s t r i n g 2 i n t ( ( ( CL_Label * ) gui_CM−>ge t_componen t ( " f 1 _ l 1 _ p o p n r " ) )−>g e t _ t e x t ( ) ) ;
i n D a t a . pop [ pop ] . n= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 1 " ) )−>g e t _ t e x t ( ) ) *1 e6 ;
t s 1 = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>g e t _ t e x t ( ) ;
i f ( t s 1 =="K" ) { m u l t i p l i e r =1 ;
} e l s e i f ( t s 1 =="eV" ) { m u l t i p l i e r =( U n i t s : : c h a r g e / U n i t s : : k ) ;
} e l s e { ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>s e t _ t e x t ( "K" ) ; m u l t i p l i e r =1 ; }
i n D a t a . pop [ pop ] . T= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 2 " ) )−>g e t _ t e x t ( ) ) * m u l t i p l i e r ;
t s 1 = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>g e t _ t e x t ( ) ;
i f ( t s 1 ==" u " ) { m u l t i p l i e r = U n i t s : : u ;
} e l s e i f ( t s 1 =="m_e" ) { m u l t i p l i e r = U n i t s : : m_e ;
} e l s e { ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>s e t _ t e x t ( " u " ) ; m u l t i p l i e r = U n i t s : : u ; }
i n D a t a . pop [ pop ] .m= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 3 " ) )−>g e t _ t e x t ( ) ) * m u l t i p l i e r ;
i n D a t a . pop [ pop ] . c= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 4 " ) )−>g e t _ t e x t ( ) ) * U n i t s : : c h a r g e ;
i n D a t a . pop [ pop ] . a l t V a l u e s = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>i s _ e n a b l e d ( ) ;
i n D a t a . pop [ pop ] . vp= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>g e t _ t e x t ( ) ) ;
i n D a t a . pop [ pop ] . Pp l = s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 3 " ) )−>g e t _ t e x t ( ) ) ;
i n D a t a . Pp =0;
i n D a t a . rp = s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 1 " ) )−>g e t _ t e x t ( ) ) ;
i n D a t a . vp= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 2 " ) )−>g e t _ t e x t ( ) ) ;
i n D a t a . Pp l = s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 3 " ) )−>g e t _ t e x t ( ) ) ;
/ / borrow PhEl v a l u e from c u r r e n t d a t a s e t
i n D a t a . PhEl= a l l D a t a [ s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i 6 1 " ) )−>g e t _ t e x t ( ) ) ] . PhEl ;
/ / i f i n v a l i d , s e t a d e f a u l t v a l u e
i f ( i n D a t a . PhEl <0) i n D a t a . PhEl =0 .75 e−9;
double sweepMinV= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 3 1 " ) )−>g e t _ t e x t ( ) ) ;
double sweepMaxV= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 3 2 " ) )−>g e t _ t e x t ( ) ) ;
i n t sweepS teps = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 3 3 " ) )−>g e t _ t e x t ( ) ) ;
o u t D a t a . minV=sweepMinV ; o u t D a t a . maxV=sweepMaxV ;
o u t D a t a . p o i n t s = sweepS teps ;
i n t EqSetToUse= s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 3 4 " ) )−>g e t _ t e x t ( ) ) ;
/ / model . debugMode=t r u e ;
s t d : : o f s t r e a m u t f i l 1 ;
i f ( model . debugMode ) u t f i l 1 . open ( " u t . t x t " ) ;
i f ( model . debugMode ) model . u t f i l =& u t f i l 1 ;
/ / *** e q S e t 1 : low−v e l o c i t y e q u a t i o n s don t work ?
i f ( ! ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb12 " ) )−>i s _ c h e c k e d ( ) ) { o u t D a t a . minI =99 , o u t D a t a . maxI =0; }
o u t D a t a .V. c l e a r ( ) ; o u t D a t a . I_0 . c l e a r ( ) ; o u t D a t a . I_1 . c l e a r ( ) ; o u t D a t a . I _ t o t . c l e a r ( ) ;
o u t D a t a . e q I n f o [ 0 ] . c l e a r ( ) ; o u t D a t a . e q I n f o [ 1 ] . c l e a r ( ) ;
OutData t o u t D a t a ;
f o r ( i n t t v =0 ; tv <= sweepS teps ; t v ++) {
i n D a t a . Pp=sweepMinV+ t v * ( sweepMaxV−sweepMinV ) / sweepS teps ;
i f ( model . debugMode ) u t f i l 1 << i n D a t a . Pp<< s t d : : e n d l ;
t o u t D a t a =model . P r o c e s s (& inData , EqSetToUse ) ;
s t d : : cou t <<" . " ;
/ / u t f i l 1 <<inData . Pp<<" "<<outData . I *1 e7<<s t d : : e n d l ;
o u t D a t a .V. push_back ( i n D a t a . Pp ) ;
o u t D a t a . I_0 . push_back ( t o u t D a t a . I_ [ 0 ] ) ;
o u t D a t a . I_1 . push_back ( t o u t D a t a . I_ [ 1 ] ) ;
o u t D a t a . I _ t o t . push_back ( t o u t D a t a . I ) ;
o u t D a t a . e q I n f o [ 0 ] . push_back ( t o u t D a t a . e q I n f o [ 0 ] [ 0 ] ) ;
o u t D a t a . e q I n f o [ 1 ] . push_back ( t o u t D a t a . e q I n f o [ 1 ] [ 0 ] ) ;
i f ( ! ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb12 " ) )−>i s _ c h e c k e d ( ) ) {
i f ( t o u t D a t a . I_ [0] < o u t D a t a . minI ) o u t D a t a . minI= t o u t D a t a . I_ [ 0 ] ;
i f ( t o u t D a t a . I_ [1] < o u t D a t a . minI ) o u t D a t a . minI= t o u t D a t a . I_ [ 1 ] ;
i f ( t o u t D a t a . I_ [0] > o u t D a t a . maxI ) o u t D a t a . maxI= t o u t D a t a . I_ [ 0 ] ;
i f ( t o u t D a t a . I_ [1] > o u t D a t a . maxI ) o u t D a t a . maxI= t o u t D a t a . I_ [ 1 ] ;
}
i f ( model . debugMode ) u t f i l 1 << i n D a t a . Pp<<" "<< t o u t D a t a . I_ [ 0 ] * 1 e7 <<" "<< t o u t D a t a . I_ [ 1 ] * 1 e7 << s t d : : e n d l ;
i f ( model . debugMode ) u t f i l 1 << s t d : : e n d l ;
}
i f ( model . debugMode ) u t f i l 1 . c l o s e ( ) ;
s t d : : cou t <<" . "<< s t d : : e n d l ;
o u t D a t a . d a t e . y e a r =0 ; o u t D a t a . d a t e . month =0; o u t D a t a . d a t e . day =0;
o u t D a t a . d a t e . hour =0; o u t D a t a . d a t e . minu te =0; o u t D a t a . d a t e . second =0;
i f ( ! ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb12 " ) )−>i s _ c h e c k e d ( ) ) {
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( log10 ( ( o u t D a t a . minI <0?1 e−15: o u t D a t a .
minI ) ) ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( log10 ( o u t D a t a . maxI ) ) ) ;
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}}
void Master_LP : : LoadFromFi le ( )
{
/ / As sumpt ion ( used some p l a c e s , n o t a l l ) : e q u a l v o l t a g e s t e p s
s t d : : i f s t r e a m i n F i l e ( ( " d a t a / " + ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i b 2 1 " ) )−>g e t _ t e x t ( ) ) . c _ s t r ( ) ) ;
unsigned i n t t v 1 =0 , t v 2 ;
double td1 , td2 , t d 3 ;
s t d : : s t r i n g t s 1 ;
o u t D a t a . p o i n t s =0 ;
i f ( ! ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb12 " ) )−>i s _ c h e c k e d ( ) ) { o u t D a t a . minI =99 , o u t D a t a . maxI =0; }
o u t D a t a .V. c l e a r ( ) ; o u t D a t a . I_0 . c l e a r ( ) ; o u t D a t a . I_1 . c l e a r ( ) ; o u t D a t a . I _ t o t . c l e a r ( ) ;
i n t year , month , day , hour , minu te ;
double second ;
OutData t O u t D a t a ;
t O u t D a t a . minI =99 , t O u t D a t a . maxI =0;
a l l D a t a . c l e a r ( ) ;
t O u t D a t a .V. c l e a r ( ) ; t O u t D a t a . I_0 . c l e a r ( ) ; t O u t D a t a . I_1 . c l e a r ( ) ; t O u t D a t a . I _ t o t . c l e a r ( ) ;
t O u t D a t a . p o i n t s =0 ;
/ / Load LP da ta
whi le ( i n F i l e >> y e a r ) {
i n F i l e >>month ; i n F i l e >>day ; i n F i l e >> hour ; i n F i l e >> minu te ; i n F i l e >> second ;
i n F i l e >> t d 2 ; i n F i l e >> t d 3 ;
i f ( t O u t D a t a . p o i n t s ==0) t O u t D a ta . d a t e =Date ( year , month , day , hour , minute , second ) ;
i f ( t O u t D a t a . d a t e != Date ( year , month , day , hour , minute , second ) ) { / / end o f s e t , s t a r t new s e t
s t d : : cout <<" . " ;
i f ( t O u t D a t a .V[ 0 ] > 0 ) { / / sweep i s d e s c e n d i n g . f l i p i t .
s t d : : v e c t o r <double > tV , t I ;
f o r ( t v 1 =0; tv1 < t O u t D a t a .V. s i z e ( ) ; t v 1 ++) { tV . push_back ( t O u t D a t a .V[ t v 1 ] ) ; t I . push_back ( t O u t D a t a .
I _ t o t [ t v 1 ] ) ; }
t O u t D a t a .V. c l e a r ( ) ; t O u t D a t a . I _ t o t . c l e a r ( ) ;
f o r ( t v 1 =1; tv1 <=tV . s i z e ( ) ; t v 1 ++) { t O u t D a t a .V. push_back ( tV [ tV . s i z e ( )−t v 1 ] ) ; t O u t D a t a . I _ t o t .
push_back ( t I [ tV . s i z e ( )−t v 1 ] ) ; }
t d 1 = t O u t D a t a . minV ; t O u t D a t a . minV= t O u t D a t a . maxV ; t O u t D a t a . maxV= t d 1 ;
}
a l l D a t a . push_back ( t O u t D a t a ) ;
t O u t D a t a =OutData ( ) ;
t O u t D a t a . minI =99 , tO u t D a t a . maxI =0;
t O u t D a t a .V. c l e a r ( ) ; t O u t D a t a . I_0 . c l e a r ( ) ; t O u t D a t a . I_1 . c l e a r ( ) ; t O u t D a t a . I _ t o t . c l e a r ( ) ;
t O u t D a t a . p o i n t s =0;
t O u t D a t a . d a t e =Date ( year , month , day , hour , minute , second ) ;
}
t O u t D a t a .V. push_back ( t d 2 ) ;
t O u t D a t a . I _ t o t . push_back ( t d 3 ) ;
i f ( t O u t D a t a . p o i n t s ==0) t O u t D a t a . minV= t d 2 ;
t O u t D a t a . maxV= t d 2 ;
i f ( td3 < t O u t D a t a . minI ) t O u t D a t a . minI= t d 3 ;
i f ( td3 > t O u t D a t a . maxI ) t O u t D a t a . maxI= t d 3 ;
t O u t D a t a . p o i n t s ++;
}
s t d : : cou t <<" . " ;
/ / push l a s t d a t a s e t i n t o a l l D a t a
i f ( t O u t D a t a .V[ 0 ] > 0 ) { / / sweep i s d e s c e n d i n g . f l i p i t .
s t d : : v e c t o r <double > tV , t I ;
f o r ( t v 1 =0; tv1 < t O u t D a t a .V. s i z e ( ) ; t v 1 ++) { tV . push_back ( t O u t D a t a .V[ t v 1 ] ) ; t I . push_back ( t O u t D a t a . I _ t o t [ t v 1 ] ) ; }
t O u t D a t a .V. c l e a r ( ) ; t O u t D a t a . I _ t o t . c l e a r ( ) ;
f o r ( t v 1 =1; tv1 <=tV . s i z e ( ) ; t v 1 ++) { t O u t D a t a .V. push_back ( tV [ tV . s i z e ( )−t v 1 ] ) ; t O u t D a t a . I _ t o t . push_back ( t I [ tV . s i z e
( )−t v 1 ] ) ; }
t d 1 = t O u t D a t a . minV ; t O u t D a t a . minV= t O u t D a t a . maxV ; t O u t D a t a . maxV= t d 1 ;
}
a l l D a t a . push_back ( t O u t D a t a ) ;
s t d : : cou t <<" "<< a l l D a t a . s i z e ( ) <<" d a t a s e t s l o a d e d . "<< s t d : : e n d l ;
/ / Load a d d i t i o n a l da ta
Date t D a t e ;
s t d : : v e c t o r <Date > t D a t e s ;
s t d : : v e c t o r <double > tmxaxisAngleSun ;
s t d : : v e c t o r <double > tmzax i sAngleSun ;
bool a b o o l ;
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f2_cb22 " ) )−>i s _ c h e c k e d ( ) ) {
s t d : : i f s t r e a m i n F i l e 2 ( ( " d a t a / " + ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i b 2 2 " ) )−>g e t _ t e x t ( ) ) . c _ s t r ( ) ) ;
whi le ( i n F i l e 2 >> y e a r ) {
i n F i l e 2 >>month ; i n F i l e 2 >>day ; i n F i l e 2 >> hour ; i n F i l e 2 >> minu te ; i n F i l e 2 >> second ;
i n F i l e 2 >> t d 1 ; i n F i l e 2 >> t d 2 ;
i n F i l e 2 >> t d 3 ; i n F i l e 2 >> t d 3 ;
t D a t e =Date ( year , month , day , hour , minute , second ) ;
t D a t e s . push_back ( t D a t e ) ; tmxaxisAngleSun . push_back ( t d 1 ) ; tmzax i sAngleSun . push_back ( t d 2 ) ;
}
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i n F i l e 2 . c l o s e ( ) ;
f o r ( t v 1 =0; tv1 < a l l D a t a . s i z e ( ) ; t v 1 ++) {
a b o o l = t rue ; f o r ( t v 2 = 0 ; ( ( tv2 < t D a t e s . s i z e ( ) )&&(a b o o l ) ) ; t v 2 ++)
i f ( ( a b o o l )&&( t D a t e s [ t v 2 ] > a l l D a t a [ t v 1 ] . d a t e ) ) {
a l l D a t a [ t v 1 ] . mxaxisAngleSun= tmxaxisAngleSun [ t v 2 ] ;
a l l D a t a [ t v 1 ] . mzaxisAngleSun= tmzax i sAngleSun [ t v 2 ] ;
a b o o l = f a l s e ;
}
}
}
/ / Load d i s t a n c e from Saturn , p o s i t i o n , v e l o c i t y da ta
s t d : : v e c t o r <double > tR_S ;
s t d : : v e c t o r <MVector > t P o s ;
s t d : : v e c t o r <MVector > t V e l ;
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f2_cb23 " ) )−>i s _ c h e c k e d ( ) ) {
t D a t e s . c l e a r ( ) ;
s t d : : i f s t r e a m i n F i l e 3 ( ( " d a t a / " + ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i b 2 3 " ) )−>g e t _ t e x t ( ) ) . c _ s t r ( ) ) ;
/ / s k i p header
i n F i l e 3 >> t s 1 ; i n F i l e 3 >> t s 1 ; i n F i l e 3 >> t s 1 ;
f o r ( t v 1 =0; tv1 <11; t v 1 ++) i n F i l e 3 >> t s 1 ;
f o r ( t v 1 =0; tv1 <18; t v 1 ++) i n F i l e 3 >> t s 1 ;
f o r ( t v 1 =0; tv1 <9; t v 1 ++) i n F i l e 3 >> t s 1 ;
/ / l oad da ta
whi le ( i n F i l e 3 >> y e a r ) {
i n F i l e 3 >>day ; / / doy
t D a t e = t D a t e . doy2mmdd ( year , day ) ;
i n F i l e 3 >> hour ; i n F i l e 3 >> minu te ; i n F i l e 3 >> second ;
i n F i l e 3 >> t d 1 ; i n F i l e 3 >> t d 2 ; i n F i l e 3 >> t d 3 ; t P o s . push_back ( MVector ( td1 , td2 , t d 3 ) ) ;
i n F i l e 3 >> t d 2 ; tR_S . push_back ( t d 2 ) ;
i n F i l e 3 >> t d 1 ; i n F i l e 3 >> t d 2 ; i n F i l e 3 >> t d 3 ; t V e l . push_back ( MVector ( td1 , td2 , t d 3 ) ) ;
i n F i l e 3 >> t d 1 ;
t D a t e =Date ( year , t D a t e . month , t D a t e . day , hour , minute , second ) ;
t D a t e s . push_back ( t D a t e ) ;
}
i n F i l e 3 . c l o s e ( ) ;
f o r ( t v 1 =0; tv1 < a l l D a t a . s i z e ( ) ; t v 1 ++) {
a b o o l = t rue ; f o r ( t v 2 = 0 ; ( ( tv2 < t D a t e s . s i z e ( ) )&&(a b o o l ) ) ; t v 2 ++)
i f ( ( a b o o l )&&( t D a t e s [ t v 2 ] > a l l D a t a [ t v 1 ] . d a t e ) ) {
a l l D a t a [ t v 1 ] . R_S=tR_S [ t v 2 ] ;
a l l D a t a [ t v 1 ] . s cPos = t P o s [ t v 2 ] ;
a l l D a t a [ t v 1 ] . s cVe l = t V e l [ t v 2 ] ;
a b o o l = f a l s e ;
}
}
}
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i 6 1 " ) )−>s e t _ t e x t ( " 0 " ) ;
LoadDataSe t ( 0 ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 3 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( o u t D a t a . minV ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 3 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( o u t D a t a . maxV) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 3 3 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( o u t D a t a . p o i n t s ) ) ;
i n F i l e . c l o s e ( ) ;
i f ( ! ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb12 " ) )−>i s _ c h e c k e d ( ) ) {
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( log10 ( ( o u t D a t a . minI <0?1 e−15: o u t D a t a .
minI ) ) ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( log10 ( o u t D a t a . maxI ) ) ) ;
}
}
void Master_LP : : LoadDataSe t ( i n t s e t )
{
o u t D a t a = a l l D a t a [ s e t ] ;
}
void Master_LP : : f2_LoadSe t ( )
{
i n t s e t = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i 6 1 " ) )−>g e t _ t e x t ( ) ) ;
i f ( ( s e t <0) | | ( s e t >( i n t ) a l l D a t a . s i z e ( )−1) ) { s t d : : cou t <<" I n v a l i d s e t n r . "<< s t d : : e n d l ; re turn ; }
LoadDataSe t ( s e t ) ;
}
void Master_LP : : f 2 _ R u n A n a l y s i s ( i n t mode )
{
i f ( a l l D a t a . s i z e ( ) ==0) re turn ; / / can no t a n a l y z e da ta i f t h e r e i s no da ta
/ / v a r i o u s v a r s
double td1 , td2 , td3 , m u l t i p l i e r ;
i n t t v 1 =0 , tv2 , tv3 , t v 4 ;
s t d : : s t r i n g t s 1 , t s 2 ;
unsigned i n t minIndex , maxIndex ;
bool c a s s i n i P h E l , T 1 e f f F l a g , makeKeyFile= t rue ;
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bool s u n I s S h i n i n g , v a l i d D a t a ;
I nD a t a r e s u l t s ;
s t d : : i f s t r e a m f i t D e s c ;
/ / open f i l e s f o r o u t p u t
s t d : : o f s t r e a m o u t F i l e ( ( i n t 2 s t r i n g ( a l l D a t a [ 0 ] . d a t e . y e a r ) +"−"+ i n t 2 s t r i n g ( a l l D a t a [ 0 ] . d a t e . month ) +"−"+ i n t 2 s t r i n g ( a l l D a t a
[ 0 ] . d a t e . day ) +" . t x t " ) . c _ s t r ( ) ) ;
s t d : : o f s t r e a m k e y F i l e ( ( i n t 2 s t r i n g ( a l l D a t a [ 0 ] . d a t e . y e a r ) +"−"+ i n t 2 s t r i n g ( a l l D a t a [ 0 ] . d a t e . month ) +"−"+ i n t 2 s t r i n g ( a l l D a t a
[ 0 ] . d a t e . day ) +" _key . t x t " ) . c _ s t r ( ) ) ;
o u t F i l e << s t d : : f i x e d ;
k e y F i l e << s t d : : f i x e d ;
/ / Levenberg−Marquardt n o n l i n e a r l e a s t s qu are f i t t i n g
/ / v a r s
double p [ 1 0 0 ] , l b [ 1 0 0 ] , ub [ 1 0 0 ] ; / / p=a r r a y o f g u e s s e s . a f t e r f i t t i n g , w i l l c o n t a i n t h e f i t . l b=lower boundary ub=upper
boundary
double t [ 2 5 6 0 ] ; / / V
double y [ 2 5 6 0 ] ; / / I
i n t m_dat ; / / # o f da ta p o i n t s
i n t n_p ; / / # o f p a r a m e t e r s
i n t lmSuccess =0 , l m F a i l u r e =0 , lmDegene ra t e =0 , l m C a l l L i m i t =0 ; / / c o u n t e r s
/ / a u x i l i a r y s e t t i n g s f o r l m f i t
l m _ c o n t r o l _ t y p e c o n t r o l ;
l m _ d a t a _ t y p e d a t a ;
l m _ i n i t i a l i z e _ c o n t r o l ( &c o n t r o l ) ;
c o n t r o l . m a x c a l l =300;
/ / f o r f i t t i n g o f o n l y one d a t a s e t , t h i s i s t h e s e t t o be f i t t e d
i n t s e t = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i 6 1 " ) )−>g e t _ t e x t ( ) ) ;
/ / z e r o v a l u e s
f o r ( t v 1 =0; tv1 <6; t v 1 ++) { g l o b a l v a r s . i n D a t a . pop [ t v 1 ] . n =0; g l o b a l v a r s . i n D a t a . pop [ t v 1 ] . a l t V a l u e s = f a l s e ; }
i f ( mode==1) {
/ / Load da ta s e t
LoadDataSe t ( s e t ) ;
/ / push p l o t
f4_pushGraph ( ) ;
}
/ / Non−l i n e a r f i t t i n g
f o r ( unsigned i n t c o u n t e r =( mode==1? s e t : 0 ) ; c o u n t e r <( mode==1? s e t +1 : a l l D a t a . s i z e ( ) ) ; c o u n t e r ++) {
/ / Load da ta s e t
LoadDataSe t ( c o u n t e r ) ;
/ / S p e c i a l SOI c o n s i d e r a t i o n s ( s h o u l d n ’ t be hardcoded l i k e t h i s , i t s n o t e l e g a n t )
s u n I s S h i n i n g = t rue ; v a l i d D a t a = t rue ;
i f ( ( o u t D a t a . da t e >Date ( 2 0 0 4 , 7 , 1 , 1 , 1 2 , 0 ) )&&(o u t D a t a . da t e <Date ( 2 0 0 4 , 7 , 1 , 2 , 4 9 , 0 ) ) ) {
/ / Engine burn , da ta v e r y d i s t u r b e d .
v a l i d D a t a = f a l s e ;
}
i f ( ( o u t D a t a . da t e >Date ( 2 0 0 4 , 7 , 1 , 3 , 3 5 , 0 ) )&&(o u t D a t a . da t e <Date ( 2 0 0 4 , 7 , 1 , 4 , 9 , 0 ) ) ) {
/ / S o l a r o c c u l t a t i o n , no p h o t o e l e c t r o n s .
s u n I s S h i n i n g = f a l s e ;
/ / c a l i b r a t i o n e r r o r due t o low c u r r e n t , c o r r e c t i o n
f o r ( t v 1 = 0 ; ( unsigned i n t ) tv1 < o u t D a t a .V. s i z e ( ) ; t v 1 ++)
i f ( ( o u t D a t a .V[ t v 1 ]<−1)&&(dAbs ( o u t D a t a . I _ t o t [ t v 1 ] <0 .7 e−9) )&&(o u t D a t a . I _ t o t [ t v 1 ] >0) )
o u t D a t a . I _ t o t [ t v 1 ]=−o u t D a t a . I _ t o t [ t v 1 ] ;
}
/ / Smooth da ta s e t
n u m e r i c s . GaussSmooth(& o u t D a t a . V,& o u t D a t a . I _ t o t , 0 . 5 ) ;
/ / p r e p a r e t o load f i t t i n g i n f o
g l o b a l v a r s . p a r a m e t e r T o F i t . c l e a r ( ) ;
/ / l oad f i t t i n g i n f o
f i t D e s c . open ( ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i b 3 1 " ) )−>g e t _ t e x t ( ) ) . c _ s t r ( ) ) ;
f i t D e s c >> t v 2 ;
f i t D e s c >> g l o b a l v a r s . eqToUse ;
f i t D e s c >> t d 1 ; i f ( td1 <0) c a s s i n i P h E l = t rue ; e l s e { c a s s i n i P h E l = f a l s e ; g l o b a l v a r s . i n D a t a . PhEl= t d 1 *1e−9; }
f i t D e s c >>minIndex ; f i t D e s c >>maxIndex ;
n_p =0; f o r ( t v 1 =0; tv1 < t v 2 ; t v 1 ++) {
f i t D e s c >> t s 1 ; f i t D e s c >> t v 3 ;
f i t D e s c >> t d 1 ; f i t D e s c >> t d 2 ; f i t D e s c >> t d 3 ; f i t D e s c >> t s 2 ;
i f ( t s 1 . s u b s t r ( 0 , 1 ) =="m" ) { t v 4 = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 , 1 ) ) ; g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . mUnit= t s 2 ; }
i f ( t s 1 . s u b s t r ( 0 , 1 ) =="T" ) { t v 4 = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 , 1 ) ) ; g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . TUnit= t s 2 ; }
i f ( t s 1 =="T" ) { g l o b a l v a r s . i n D a t a . pop [ 0 ] . TUnit= t s 2 ; g l o b a l v a r s . i n D a t a . pop [ 1 ] . TUnit= t s 2 ; }
m u l t i p l i e r =( t s 2 =="eV" ? U n i t s : : c h a r g e / U n i t s : : k : ( t s 2 =="m_e" ? U n i t s : : m_e : ( t s 2 ==" u " ? U n i t s : : u :
( t s 1 . s u b s t r ( 0 , 1 ) ==" n " ?1 e6 : ( t s 1 . s u b s t r ( 0 , 1 ) ==" c " ? U n i t s : : c h a r g e : 1 ) ) ) ) ) ;
i f ( t v 3 ==1) { / / v a r i a b l e parameter , t o be f i t t e d
p [ n_p ]= t d 1 ; l b [ n_p ]= t d 2 ; ub [ n_p ]= t d 3 ;
p [ n_p ]*= m u l t i p l i e r ; l b [ n_p ]*= m u l t i p l i e r ; ub [ n_p ]*= m u l t i p l i e r ;
g l o b a l v a r s . p a r a m e t e r T o F i t . push_back ( t s 1 ) ;
n_p ++;
} e l s e { / / c o n s t a n t parame te r
t s 2 = t s 1 . s u b s t r ( 0 , 1 ) ;
i f ( t s 1 ==" n " ) {
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g l o b a l v a r s . i n D a t a . pop [ 0 ] . n= g l o b a l v a r s . i n D a t a . pop [ 1 ] . n= t d 1 * m u l t i p l i e r ;
} e l s e i f ( t s 1 =="T" ) {
g l o b a l v a r s . i n D a t a . pop [ 0 ] . T= g l o b a l v a r s . i n D a t a . pop [ 1 ] . T= t d 1 * m u l t i p l i e r ;
} e l s e i f ( ( t s 2 ==" n " ) | | ( t s 2 =="T" ) | | ( t s 2 =="m" ) | | ( t s 2 ==" c " ) ) {
t v 4 = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 , 1 ) ) ;
i f ( t s 2 ==" n " ) g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . n= t d 1 * m u l t i p l i e r ;
i f ( t s 2 =="T" ) g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . T= t d 1 * m u l t i p l i e r ;
i f ( t s 2 =="m" ) g l o b a l v a r s . i n D a t a . pop [ t v 4 ] .m= t d 1 * m u l t i p l i e r ;
i f ( t s 2 ==" c " ) g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . c= t d 1 * m u l t i p l i e r ;
} e l s e i f ( t s 1 ==" vp " ) { g l o b a l v a r s . i n D a t a . vp= t d 1 ;
} e l s e i f ( t s 1 =="Avp" ) {
g l o b a l v a r s . i n D a t a . vp= t d 1 ; f o r ( t v 4 =0; tv4 <6; t v 4 ++) g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . vp= t d 1 ;
} e l s e i f ( t s 1 ==" rp " ) { g l o b a l v a r s . i n D a t a . rp = t d 1 ;
} e l s e i f ( t s 1 ==" Ppl " ) { g l o b a l v a r s . i n D a t a . Pp l = t d 1 ;
} e l s e i f ( t s 1 ==" APpl " ) {
g l o b a l v a r s . i n D a t a . Pp l = t d 1 ; f o r ( t v 4 =0; tv4 <6; t v 4 ++) g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . Pp l = t d 1 ;
} e l s e i f ( t s 1 . s u b s t r ( 0 , 2 ) ==" vp " ) {
t v 4 = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 2 , 1 ) ) ;
g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . a l t V a l u e s = t rue ;
g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . vp= t d 1 ;
} e l s e i f ( t s 1 . s u b s t r ( 0 , 3 ) ==" Ppl " ) {
t v 4 = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 3 , 1 ) ) ;
g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . a l t V a l u e s = t rue ;
g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . Pp l = t d 1 ;
}
}
}
f i t D e s c . c l o s e ( ) ;
/ / p r e p a r e da ta f o r f i t t i n g
m_dat = maxIndex−minIndex ;
f o r ( t v 1 = minIndex ; ( unsigned i n t ) tv1 <maxIndex ; t v 1 ++) t [ tv1−minIndex ]= o u t D a t a .V[ t v 1 ] ;
f o r ( t v 1 = minIndex ; ( unsigned i n t ) tv1 <maxIndex ; t v 1 ++) y [ tv1−minIndex ]= o u t D a t a . I _ t o t [ t v 1 ] ;
d a t a . u s e r _ f u n c = m y _ f i t _ f u n c t i o n ; d a t a . u s e r _ t = t ; d a t a . u s e r _ y = y ;
/ / p h o t o e l e c t r o n c u r r e n t f o r C a s s i n i
i f ( c a s s i n i P h E l&&s u n I s S h i n i n g ) {
double t h e t a =( o u t D a t a . mxaxisAngleSun−20)* U n i t s : : p i / 1 8 0 ;
i f ( t h e t a <0) t h e t a =0; i f ( t h e t a > U n i t s : : p i / 2 ) t h e t a = U n i t s : : p i / 2 ;
double R= 0 . 0 2 5 ;
double r = 0 . 0 0 6 3 5 / 2 ;
double D= 0 . 1 0 9 ;
double l p =(R−R* cos ( U n i t s : : p i /2− t h e t a ) )−(R−s q r t (R*R−r * r ) ) ;
double L=(max (R* s i n ( U n i t s : : p i /2− t h e t a )−r , 0 ) ) * ( cos ( t h e t a ) / s i n ( t h e t a ) ) ;
double l b =L−l p ;
double endOfStub=max ( ( ( D−r / t a n ( t h e t a ) )−l b ) / dAbs ( ( D−r / t a n ( t h e t a ) )−l b ) , 0 ) ;
double slaMod=(−2* r * r * cos ( t h e t a ) *(4−U n i t s : : p i ) / 4 ) * endOfStub ;
double s l a =max (D−lb , 0 ) *2* r * s i n ( t h e t a ) +slaMod ;
g l o b a l v a r s . i n D a t a . PhEl =331e−9*( U n i t s : : p i *R*R+max ( s l a , 0 ) ) ;
}
i f ( ! s u n I s S h i n i n g ) g l o b a l v a r s . i n D a t a . PhEl =0;
a l l D a t a [ c o u n t e r ] . PhEl= g l o b a l v a r s . i n D a t a . PhEl ; / / i t m igh t be needed f o r p l o t t i n g
/ / i f ( ou tData . R_S <5) g l o b a l v a r s . inData . pop [ 1 ] .m=18* U n i t s : : u ; e l s e g l o b a l v a r s . inData . pop [ 1 ] .m=1* U n i t s : : u ;
/ / pe r fo rm f i t t i n g
lm_minimize_bc ( m_dat , n_p , p , l m _ e v a l u a t e _ d e f a u l t , l m _ p r i n t _ d e f a u l t , &da ta , &c o n t r o l , lb , ub ) ;
/ / lm r e s u l t s . v a l i d / i n v a l i d da ta
i f ( v a l i d D a t a ) {
i f ( ( c o n t r o l . i n f o ==1) | | ( c o n t r o l . i n f o ==2) | | ( c o n t r o l . i n f o ==3) ) { lmSuccess ++; o u t F i l e <<1<<" " ;
} e l s e i f ( ( c o n t r o l . i n f o ==6) | | ( c o n t r o l . i n f o ==7) | | ( c o n t r o l . i n f o ==8) ) { l m F a i l u r e ++; o u t F i l e <<0<<" " ;
} e l s e i f ( c o n t r o l . i n f o ==4) { lmDegene ra t e ++; o u t F i l e <<0<<" " ;
} e l s e i f ( c o n t r o l . i n f o ==5) { l m C a l l L i m i t ++; o u t F i l e <<0<<" " ; }
} e l s e {
i f ( ( c o n t r o l . i n f o ==1) | | ( c o n t r o l . i n f o ==2) | | ( c o n t r o l . i n f o ==3) ) { lmSuccess ++;
} e l s e i f ( ( c o n t r o l . i n f o ==6) | | ( c o n t r o l . i n f o ==7) | | ( c o n t r o l . i n f o ==8) ) { l m F a i l u r e ++;
} e l s e i f ( c o n t r o l . i n f o ==4) { lmDegene ra t e ++;
} e l s e i f ( c o n t r o l . i n f o ==5) { l m C a l l L i m i t ++; }
o u t F i l e <<0<<" " ;
}
i f ( makeKeyFile ) k e y F i l e <<"LM s u c c e s s " ;
/ / Ou tpu t
/ / d i s t a n c e / d a t e i n f o t o f i l e
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f2_cb23 " ) )−>i s _ c h e c k e d ( ) ) {
t d 1 = a l l D a t a [ c o u n t e r ] . R_S ;
t d 2 =pow ( pow ( a l l D a t a [ c o u n t e r ] . R_S , 3 ) / s q r t ( 1 + 3*pow ( a l l D a t a [ c o u n t e r ] . s cPos . z / a l l D a t a [ c o u n t e r ] . R_S , 2 )
) , 1 . 0 / 3 ) ;
o u t F i l e << td1 <<" "<<td2 <<" " ;
i f ( makeKeyFile ) k e y F i l e <<" D i s t a n c e from S a t u r n ( R_S ) "<<"L−s h e l l ( R_S ) " ;
} e l s e {
o u t F i l e <<" "<< a l l D a t a [ c o u n t e r ] . d a t e . year <<" "<< a l l D a t a [ c o u n t e r ] . d a t e . month <<" "<< a l l D a t a [ c o u n t e r ] . d a t e .
day
<<" "<< a l l D a t a [ c o u n t e r ] . d a t e . hour <<" "<< a l l D a t a [ c o u n t e r ] . d a t e . minute <<" "<< a l l D a t a [ c o u n t e r ] .
d a t e . second <<" " ;
i f ( makeKeyFile ) k e y F i l e <<" Year "<<" Month "<<" Day "<<" Hour "<<" Minute "<<" Second " ;
}
/ / c o n s t a n t s t o r e s u l t s
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r e s u l t s = g l o b a l v a r s . i n D a t a ;
f o r ( t v 1 =0; tv1 <6; t v 1 ++) {
r e s u l t s . pop [ t v 1 ] . n= g l o b a l v a r s . i n D a t a . pop [ t v 1 ] . n ;
r e s u l t s . pop [ t v 1 ] . T= g l o b a l v a r s . i n D a t a . pop [ t v 1 ] . T ;
r e s u l t s . pop [ t v 1 ] .m= g l o b a l v a r s . i n D a t a . pop [ t v 1 ] .m;
r e s u l t s . pop [ t v 1 ] . c= g l o b a l v a r s . i n D a t a . pop [ t v 1 ] . c ;
r e s u l t s . pop [ t v 1 ] . mUnit= g l o b a l v a r s . i n D a t a . pop [ t v 1 ] . mUnit ;
r e s u l t s . pop [ t v 1 ] . TUnit= g l o b a l v a r s . i n D a t a . pop [ t v 1 ] . TUnit ;
r e s u l t s . pop [ t v 1 ] . a l t V a l u e s = g l o b a l v a r s . i n D a t a . pop [ t v 1 ] . a l t V a l u e s ;
r e s u l t s . pop [ t v 1 ] . vp= g l o b a l v a r s . i n D a t a . pop [ t v 1 ] . vp ;
r e s u l t s . pop [ t v 1 ] . Pp l = g l o b a l v a r s . i n D a t a . pop [ t v 1 ] . Pp l ;
}
i f ( c a s s i n i P h E l ) r e s u l t s . PhEl=−1;
/ / f i t t e d p a r a m e t e r s t o r e s u l t s , and o u t p u t t o f i l e
T 1 e f f F l a g = f a l s e ;
f o r ( t v 1 =0; tv1 <n_p ; t v 1 ++) {
t s 1 = g l o b a l v a r s . p a r a m e t e r T o F i t [ t v 1 ] ; t s 2 ="−" ;
i f ( t s 1 . s u b s t r ( 0 , 1 ) =="m" ) { t v 4 = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 , 1 ) ) ; t s 2 = g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . mUnit ; }
i f ( t s 1 . s u b s t r ( 0 , 1 ) =="T" ) { t v 4 = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 , 1 ) ) ; t s 2 = g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . TUnit ; }
i f ( t s 1 =="T" ) { g l o b a l v a r s . i n D a t a . pop [ 0 ] . TUnit= t s 2 ; g l o b a l v a r s . i n D a t a . pop [ 1 ] . TUnit= t s 2 ; }
m u l t i p l i e r =( t s 2 =="eV" ? U n i t s : : c h a r g e / U n i t s : : k : ( t s 2 =="m_e" ? U n i t s : : m_e : ( t s 2 ==" u " ? U n i t s : : u :
( t s 1 . s u b s t r ( 0 , 1 ) ==" n " ?1 e6 : ( t s 1 . s u b s t r ( 0 , 1 ) ==" c " ? U n i t s : : c h a r g e : 1 ) ) ) ) ) ;
t s 2 = t s 1 . s u b s t r ( 0 , 1 ) ;
i f ( t s 1 ==" n " ) {
r e s u l t s . pop [ 0 ] . n= r e s u l t s . pop [ 1 ] . n=p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" D e n s i t y ( cm^−3) " ;
} e l s e i f ( t s 1 =="T" ) {
r e s u l t s . pop [ 0 ] . T= r e s u l t s . pop [ 1 ] . T=p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" Tempera tu r e ( cm^−3) " ;
} e l s e i f ( ( t s 2 ==" n " ) | | ( t s 2 =="T" ) | | ( t s 2 =="m" ) | | ( t s 2 ==" c " ) ) {
t v 4 = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 , 1 ) ) ;
i f ( t s 2 ==" n " ) { r e s u l t s . pop [ t v 4 ] . n=p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" D e n s i t y ( pop . "<< i n t 2 s t r i n g (
t v 4 ) <<" ) ( cm^−3) " ; }
i f ( t s 2 =="T" ) { r e s u l t s . pop [ t v 4 ] . T=p [ t v 1 ] ;
i f ( t s 1 ==" T 1 e f f " ) { i f ( makeKeyFile ) k e y F i l e <<" E f f e c t i v e i o n t e m p e r a t u r e ( "<< g l o b a l v a r s .
i n D a t a . pop [ t v 4 ] . TUnit <<" ) " ; T 1 e f f F l a g = t rue ; }
e l s e i f ( makeKeyFile ) k e y F i l e <<" Tempera tu r e ( pop . "<< i n t 2 s t r i n g ( t v 4 ) <<" ) ( "<<
g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . TUnit <<" ) " ;
}
i f ( t s 2 =="m" ) { r e s u l t s . pop [ t v 4 ] .m=p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" Mass ( pop . "<< i n t 2 s t r i n g ( t v 4 )
<<" ) ( "<< g l o b a l v a r s . i n D a t a . pop [ t v 4 ] . mUnit <<" ) " ; }
i f ( t s 2 ==" c " ) { r e s u l t s . pop [ t v 4 ] . c=p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" Charge ( pop . "<< i n t 2 s t r i n g (
t v 4 ) <<" ) ( e ) " ; }
} e l s e i f ( t s 1 ==" vp " ) { r e s u l t s . vp=p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" Plasma v e l o c i t y (m/ s ) " ;
} e l s e i f ( t s 1 ==" rp " ) { r e s u l t s . rp =p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" Radius o f p robe (m) " ;
} e l s e i f ( t s 1 ==" Ppl " ) { r e s u l t s . Pp l =p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" Plasma p o t e n t i a l (V) " ;
} e l s e i f ( t s 1 ==" APpl " ) { r e s u l t s . Pp l =p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" Plasma p o t e n t i a l (V) " ;
} e l s e i f ( t s 1 . s u b s t r ( 0 , 2 ) ==" vp " ) {
t v 4 = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 2 , 1 ) ) ;
r e s u l t s . pop [ t v 4 ] . vp=p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" Plasma v e l o c i t y ( pop . "<< i n t 2 s t r i n g ( t v 4 ) <<"
) (m/ s ) " ;
} e l s e i f ( t s 1 . s u b s t r ( 0 , 3 ) ==" Ppl " ) {
t v 4 = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 3 , 1 ) ) ;
r e s u l t s . pop [ t v 4 ] . Pp l =p [ t v 1 ] ; i f ( makeKeyFile ) k e y F i l e <<" Plasma p o t e n t i a l ( pop . "<< i n t 2 s t r i n g ( t v 4 )
<<" ) (V) " ;
}
o u t F i l e <<p [ t v 1 ] / m u l t i p l i e r <<" " ;
}
i f ( T 1 e f f F l a g ) {
r e s u l t s . vp= s q r t ( ( ( 4 * U n i t s : : k / U n i t s : : p i ) / ( g l o b a l v a r s . i n D a t a . pop [ 1 ] .m/ 2 ) ) * ( r e s u l t s . pop [ 1 ] . T − r e s u l t s
. pop [ 0 ] . T ) ) ;
r e s u l t s . pop [ 1 ] . T= g l o b a l v a r s . i n D a t a . pop [ 0 ] . T ; / / change i o n T t o e l e c t r o n T
o u t F i l e << r e s u l t s . vp<<" " ; i f ( makeKeyFile ) k e y F i l e <<" Plasma v e l o c i t y (m/ s ) " ;
}
/ / *** hmmm . . . s l o p e s . . . .
/ / 6−9 V −−− 256 128 + 6*4
F i t f i t 0 = n u m e r i c s . L i n e a r F i t (& o u t D a t a . V,& o u t D a t a . I _ t o t , 0 , 8 0 ) ;
F i t f i t 1 = n u m e r i c s . L i n e a r F i t (& o u t D a t a . V,& o u t D a t a . I _ t o t ,128+6*4 ,128+9*4) ;
F i t f i t 2 = n u m e r i c s . L i n e a r F i t (& o u t D a t a . V,& o u t D a t a . I _ t o t ,128+20*4 ,128+30*4) ;
o u t F i l e <<" " ;
o u t F i l e << f i t 0 . b*1 e9 <<" " ; i f ( makeKeyFile ) k e y F i l e <<" SlopeParam1 ( nA /V) " ;
o u t F i l e << f i t 2 . b / f i t 1 . b<<" " ; i f ( makeKeyFile ) k e y F i l e <<" SlopeParam2 " ;
o u t F i l e <<" " ;
/ / p lasma c o r o t v e l o c i t y v s sc v e l o c i t y
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f2_cb23 " ) )−>i s _ c h e c k e d ( ) ) {
double omega = 0 . 0 0 0 1 7 ; / / S a t u r n r o t a t i o n speed , r a d i a n s per second
double s a tR ad = 60268 ; / / r a d i u s o f Sa turn , km
a l l D a t a [ c o u n t e r ] . s cPos ;
MVector c o r o t V e l ;
c o r o t V e l . x=−a l l D a t a [ c o u n t e r ] . s cPos . y ; c o r o t V e l . y= a l l D a t a [ c o u n t e r ] . s cPos . x ; c o r o t V e l . z =0;
c o r o t V e l = c o r o t V e l . n o r m a l i z e ( ) *omega* sa tR ad * a l l D a t a [ c o u n t e r ] . R_S ;
double s p e e d C o r r e c t i o n =( c o r o t V e l−a l l D a t a [ c o u n t e r ] . s cVe l ) . l e n g t h ( )−c o r o t V e l . l e n g t h ( ) ;
/ / speed we s e e = " a c t u a l " speed + s p e e d C o r r e c t i o n
/ / " a c t u a l " speed = speed we s e e − s p e e d C o r r e c t i o n
o u t F i l e << s p e e d C o r r e c t i o n *1000<< " " ; i f ( makeKeyFile ) k e y F i l e <<" V e l o c i t y c o r r e c t i o n (m/ s ) " ;
}
o u t F i l e << s t d : : e n d l ; i f ( makeKeyFile ) { k e y F i l e << s t d : : e n d l ; makeKeyFile= f a l s e ; }
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}
o u t F i l e . c l o s e ( ) ; k e y F i l e . c l o s e ( ) ;
i f ( mode==1) {
/ / t r a n s f e r f i t da ta t o s i m u l a t i o n
i n D a t a = r e s u l t s ;
f o r ( t v 1 =0; tv1 <6; t v 1 ++) {
i n D a t a . pop [ t v 1 ] . n= r e s u l t s . pop [ t v 1 ] . n ;
i n D a t a . pop [ t v 1 ] . T= r e s u l t s . pop [ t v 1 ] . T ;
i n D a t a . pop [ t v 1 ] .m= r e s u l t s . pop [ t v 1 ] .m;
i n D a t a . pop [ t v 1 ] . c= r e s u l t s . pop [ t v 1 ] . c ;
i n D a t a . pop [ t v 1 ] . mUnit= r e s u l t s . pop [ t v 1 ] . mUnit ;
i n D a t a . pop [ t v 1 ] . TUnit= r e s u l t s . pop [ t v 1 ] . TUnit ;
i n D a t a . pop [ t v 1 ] . vp= r e s u l t s . pop [ t v 1 ] . vp ;
i n D a t a . pop [ t v 1 ] . Pp l = r e s u l t s . pop [ t v 1 ] . Pp l ;
i n D a t a . pop [ t v 1 ] . a l t V a l u e s = r e s u l t s . pop [ t v 1 ] . a l t V a l u e s ;
}
i n t pop= s t r i n g 2 i n t ( ( ( CL_Label * ) gui_CM−>ge t_componen t ( " f 1 _ l 1 _ p o p n r " ) )−>g e t _ t e x t ( ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>e n a b l e ( i n D a t a . pop [ pop ] . a l t V a l u e s ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 3 " ) )−>e n a b l e ( i n D a t a . pop [ pop ] . a l t V a l u e s ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . n / 1 e6 ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . T / ( U n i t s : : c h a r g e / (
U n i t s : : k ) ) ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 3 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] .m/ ( pop ==1? U n i t s : : u :
U n i t s : : m_e ) ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 4 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . c / U n i t s : : c h a r g e )
) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . vp ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 3 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . Pp l ) ) ;
/ / make graph o f f i t
R u n S i m u l a t i o n _ b t n ( ) ;
}
/ / r e p o r t t o c o n s o l e
i f ( mode==1) s t d : : cou t << s t d : : end l <<" 1 d a t a s e t p r o c e s s e d . " ;
e l s e s t d : : cou t << s t d : : end l << a l l D a t a . s i z e ( ) <<" d a t a s e t s p r o c e s s e d . " ;
s t d : : cou t << s t d : : e n d l ;
s t d : : cou t <<"LM r e s u l t s : " ;
s t d : : cou t <<" S u c c e s s e s : "<< lmSuccess ;
s t d : : cou t <<" F a i l u r e s : "<< l m F a i l u r e ;
s t d : : cou t <<" D e g e n e r a t e s : "<< lmDegene ra t e ;
s t d : : cou t <<" C a l l L i m i t s : "<< l m C a l l L i m i t ;
s t d : : cou t << s t d : : e n d l ;
}
void Master_LP : : E x i t _ b t n ( )
{
q u i t = t ru e ;
}
void Master_LP : : I n i t i a l i z e G U I ( )
{
g u i _ S i l v e r R e s o u r c e s = CL_ResourceManager ( " G U I S t y l e S i l v e r / g u i . xml " ) ;
gui_RM=CL_ResourceManager ( " g u i . xml " ) ; gui_RM . a d d _ r e s o u r c e s ( g u i _ S i l v e r R e s o u r c e s ) ;
g u i _ S t y l e = new C L _ S t y l e M a n a g e r _ S i l v e r (& g u i _ S i l v e r R e s o u r c e s ) ;
gui_GM = new CL_GUIManager ( g u i _ S t y l e ) ;
gui_CM = new CL_ComponentManager ( " mainMenu " , &gui_RM , gui_GM ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f0_b1 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
O p t i o n s _ b t n ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f0_b2 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
S i m u l a t i o n _ b t n ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f0_b3 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
A n a l y s i s _ b t n ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f0_b4 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
GraphView_btn ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f0_b5 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
D a t a _ b t n ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 0 _ e x i t " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
E x i t _ b t n ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_l1bm " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
f1_l1bm ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ l 1 b p " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
f 1 _ l 1 b p ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_b2 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : : f1_b2 )
;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ s w i t c h F o c u s " ) )−>s i g _ c l i c k e d ( ) , t h i s , &
Master_LP : : f 1 _ s w i t c h F o c u s ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_swi tchMode " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP
: : f1_swi tchGraphMode ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ r u n " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
R u n S i m u l a t i o n _ b t n ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ s a v e " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
f 4 _ S a v e _ b t n ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_back " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
Back_btn ) ;
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g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f2_b51 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
LoadFromFi le ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f2_b52 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
f2_b52 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f2_b53 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
f2_Swi tchAna lys i sGraphMode ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f2_b54 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
Smooth ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f2_b61 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
f2_LoadSe t ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f2_runOne " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
f2_RunAna lys i s , 1 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 2 _ r u n A l l " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
f2_RunAna lys i s , 2 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f2_back " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
Back_btn ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f3_back " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
Back_btn ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_b11 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
SelectMode , 4 1 1 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_b12 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
SelectMode , 4 1 2 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_b13 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
SelectMode , 4 1 3 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_b21 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
SelectMode , 4 2 1 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_b22 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
SelectMode , 4 2 2 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_b31 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
GraphMode , 0 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_b32 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
GraphMode , 1 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_b33 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
GraphMode , 2 ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_pushGraph " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP
: : f4_pushGraph ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_popGraph " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
f4_popGraph ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 4 _ s a v e " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
f 4 _ S a v e _ b t n ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f4_back " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
Back_btn ) ;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f5_b1 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : : f5_b1 )
;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f5_b2 " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : : f5_b2 )
;
g u i _ S i g n a l S l o t s . c o n n e c t ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f5_back " ) )−>s i g _ c l i c k e d ( ) , t h i s , &Master_LP : :
Back_btn ) ;
}
void Master_LP : : D e i n i t i a l i z e G U I ( )
{
d e l e t e g u i _ S t y l e ;
d e l e t e gui_GM ;
}
void Master_LP : : I n i t i a l i z e D a t a ( )
{
f o r ( i n t t v =0 ; tv <6; t v ++) {
i n D a t a . pop [ t v ] . n =0; i n D a t a . pop [ t v ] . T=( U n i t s : : c h a r g e / U n i t s : : k ) ; i n D a t a . pop [ t v ] .m= U n i t s : : u ; i n D a t a . pop [ t v ] . c=
U n i t s : : c h a r g e ; i n D a t a . pop [ t v ] . TUnit="eV" ; i n D a t a . pop [ t v ] . mUnit=" u " ;
i n D a t a . pop [ t v ] . a l t V a l u e s = f a l s e ; i n D a t a . pop [ t v ] . vp =1000; i n D a t a . pop [ t v ] . Pp l =10;
}
i n D a t a . pop [ 1 ] . n=1 e7 ; i n D a t a . pop [ 1 ] . T=( U n i t s : : c h a r g e / U n i t s : : k ) ; i n D a t a . pop [ 1 ] .m= U n i t s : : u ; i n D a t a . pop [ 1 ] . c= U n i t s : : c h a r g e ;
i n D a t a . pop [ 1 ] . TUnit="eV" ; i n D a t a . pop [ 1 ] . mUnit=" u " ;
f 1 _ l 1 b p ( ) ; f1_l1bm ( ) ; / / q u i c k and d i r t y way t o a s s u r e some t h i n g s are s e t r i g h t . p r e t t y f o o l p r o o f t o o .
}
void Master_LP : : p rocessMouse ( )
{
i f ( ( se lec tMode >0)&&(mouse . c l i c k ) ) {
double sweepMinV= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 3 1 " ) )−>g e t _ t e x t ( ) ) ;
double sweepMaxV= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 3 2 " ) )−>g e t _ t e x t ( ) ) ;
double v a l u e =sweepMinV+mouse . x * ( sweepMaxV−sweepMinV ) / 8 0 0 ;
i f ( s e l e c t M o d e ==411) {
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 1 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( mouse . x ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 1 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( mouse . y ) ) ;
}
i f ( s e l e c t M o d e ==412) {
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 2 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( mouse . x ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 2 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( mouse . y ) ) ;
}
i f ( s e l e c t M o d e ==413) {
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 3 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( mouse . x ) ) ;
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( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 3 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( mouse . y ) ) ;
}
i f ( s e l e c t M o d e ==421) ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 2 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( mouse . y ) ) ;
i f ( s e l e c t M o d e ==422) {
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 2 2 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( mouse . x ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 2 2 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( mouse . y ) ) ;
}
mouse . c l i c k = f a l s e ;
}
}
void Master_LP : : p r o c e s s K e y b o a r d ( )
{
i f ( keyboard . keyDown ) {
i f ( keyboard . keyID==CL_KEY_F1 ) { Back_btn ( ) ; O p t i o n s _ b t n ( ) ; }
i f ( keyboard . keyID==CL_KEY_F2 ) { Back_btn ( ) ; S i m u l a t i o n _ b t n ( ) ; }
i f ( keyboard . keyID==CL_KEY_F3 ) { Back_btn ( ) ; A n a l y s i s _ b t n ( ) ; }
i f ( keyboard . keyID==CL_KEY_F4 ) { Back_btn ( ) ; GraphView_btn ( ) ; }
i f ( keyboard . keyID==CL_KEY_F5 ) f4_pushGraph ( ) ;
i f ( keyboard . keyID==CL_KEY_F6 ) f4_popGraph ( ) ;
i f ( keyboard . keyID==CL_KEY_F7 ) f 2 _ R u n A n a l y s i s ( 1 ) ;
i f ( keyboard . keyID==CL_KEY_F8 ) f2_b52 ( ) ;
i f ( keyboard . keyID==CL_KEY_F9 ) {
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb13 " ) )−>i s _ c h e c k e d ( ) ) {
( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb13 " ) )−>s e t _ c h e c k e d ( f a l s e ) ;
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 4 _ s a v e " ) )−>e n a b l e ( t rue ) ;
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ s a v e " ) )−>e n a b l e ( t ru e ) ;
} e l s e {
( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb13 " ) )−>s e t _ c h e c k e d ( t rue ) ;
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 4 _ s a v e " ) )−>e n a b l e ( f a l s e ) ;
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ s a v e " ) )−>e n a b l e ( f a l s e ) ;
}
}
i f ( keyboard . keyID==CL_KEY_F10 ) f 1 _ s w i t c h F o c u s ( ) ;
i f ( keyboard . keyID==CL_KEY_F11 ) {
i n t s e t = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i 6 1 " ) )−>g e t _ t e x t ( ) ) ;
i f ( s e t >0) { s e t−−; ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i 6 1 " ) )−>s e t _ t e x t ( i n t 2 s t r i n g ( s e t ) ) ;
}
LoadDataSe t ( s e t ) ;
}
i f ( keyboard . keyID==CL_KEY_F12 ) {
i n t s e t = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i 6 1 " ) )−>g e t _ t e x t ( ) ) ;
i f ( ( ( unsigned i n t ) s e t ) < a l l D a t a . s i z e ( )−1) { s e t ++; ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i 6 1 " ) )−>
s e t _ t e x t ( i n t 2 s t r i n g ( s e t ) ) ; }
LoadDataSe t ( s e t ) ;
}
keyboard . keyDown= f a l s e ; / / k e y p r e s s has been p r o c e s s e d , so u n f l a g
}
}
void Master_LP : : d rawAl l ( )
{
CL_Color c o l ;
/ / c l e a r s c r e e n
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb13 " ) )−>i s _ c h e c k e d ( ) )
CL_Display : : c l e a r ( CL_Color ( 2 5 5 , 2 5 5 , 2 5 5 ) ) ;
e l s e canvas−>g e t _ g c ( )−> f i l l _ r e c t ( CL_Rect ( 0 , 0 , 8 0 0 , 6 0 0 ) , CL_Color ( 2 5 5 , 2 5 5 , 2 5 5 ) ) ;
/ / draw graphs
c o l =CL_Color ( 0 , 0 , 2 5 5 ) ;
DrawGraphs ( graphMode ,& outData , c o l ) ;
i f ( g r a p h S t a c k . s i z e ( ) >0) f o r ( unsigned i n t t v =0 ; tv < g r a p h S t a c k . s i z e ( ) ; t v ++) {
i f ( c o l ==CL_Color ( 0 , 0 , 0 ) ) c o l =CL_Color ( 0 , 0 , 2 5 5 ) ;
i f ( c o l ==CL_Color ( 0 , 2 5 5 , 2 5 5 ) ) c o l =CL_Color ( 0 , 0 , 0 ) ;
i f ( c o l ==CL_Color ( 2 5 5 , 0 , 2 5 5 ) ) c o l =CL_Color ( 0 , 2 5 5 , 2 5 5 ) ;
i f ( c o l ==CL_Color ( 2 5 5 , 2 5 5 , 0 ) ) c o l =CL_Color ( 2 5 5 , 0 , 2 5 5 ) ;
i f ( c o l ==CL_Color ( 0 , 2 5 5 , 0 ) ) c o l =CL_Color ( 2 5 5 , 2 5 5 , 0 ) ;
i f ( c o l ==CL_Color ( 2 5 5 , 0 , 0 ) ) c o l =CL_Color ( 0 , 2 5 5 , 0 ) ;
i f ( c o l ==CL_Color ( 0 , 0 , 2 5 5 ) ) c o l =CL_Color ( 2 5 5 , 0 , 0 ) ;
DrawGraphs ( graphMode ,& g r a p h S t a c k [ t v ] , c o l ) ;
}
/ / draw g u i
CL_Display : : f i l l _ r e c t ( CL_Rect ( 0 , 5 0 0 , 8 0 0 , 6 0 0 ) , CL_Color ( 2 3 2 , 2 3 2 , 2 3 2 ) ) ;
gui_GM−>show ( ) ;
}
void Master_LP : : DrawGraphs ( i n t mode , OutData * graphData , CL_Color c o l )
{
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f3_cb13 " ) )−>i s _ c h e c k e d ( ) ) {
DrawGraphs_CM ( mode , graphData , c o l ) ; re turn ;
}
double minI=pow ( 1 0 . 0 , s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 1 " ) )−>g e t _ t e x t ( ) ) ) ;
double maxI=pow ( 1 0 . 0 , s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 2 " ) )−>g e t _ t e x t ( ) ) ) ;
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i n t tv1 , tv2 , t v 3 ;
i n t xva l , y v a l ;
/ / l o g a r i t h m i c mode , s e p e r a t e c u r r e n t s
i f ( mode==0) i f ( graphData−>I_0 . s i z e ( ) >=( unsigned i n t ) graphData−>p o i n t s ) f o r ( t v 1 =0; tv1 < graphData−>p o i n t s −1; t v 1 ++) {
/ / canvas−>g e t _ g c ( )−>d r a w _ l i n e (800* t v 1 / graphData−>p o i n t s ,500−500*( log10 ( graphData−>I_0 [ t v 1 ] )−l og10 ( minI ) ) / ( l og10 (
maxI )−l og10 ( minI ) ) ,
/ / 800*( t v 1 +1) / graphData−>p o i n t s ,500−500*( log10 ( graphData−>I_0 [ t v 1 +1])−l og10 ( minI ) ) / ( l og10 (
maxI )−l og10 ( minI ) ) , CL_Color ( 0 , 0 , 2 5 5 ) ) ;
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( ( f l o a t ) (800* t v 1 / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( graphData−>I_0 [ t v 1 ] )−
l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) ,
( f l o a t ) ( 8 0 0 * ( t v 1 +1) / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( graphData−>I_0 [ t v 1 + 1 ] )−
l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) , CL_Color ( 0 , 0 , 2 5 5 ) ) ;
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( ( f l o a t ) (800* t v 1 / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( graphData−>I_1 [ t v 1 ] )−
l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) ,
( f l o a t ) ( 8 0 0 * ( t v 1 +1) / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( graphData−>I_1 [ t v 1 + 1 ] )−
l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) , CL_Color ( 2 5 5 , 0 , 0 ) ) ;
}
/ / l i n e a r mode
i f ( mode==1) i f ( graphData−>I _ t o t . s i z e ( ) >=( unsigned i n t ) graphData−>p o i n t s ) f o r ( t v 1 =0; tv1 < graphData−>p o i n t s −1; t v 1 ++) {
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( ( f l o a t ) (800* t v 1 / graphData−>p o i n t s ) , ( f l o a t ) (400−400*( graphData−>I _ t o t [ t v 1 ] ) / ( maxI ) ) ,
( f l o a t ) ( 8 0 0 * ( t v 1 +1) / graphData−>p o i n t s ) , ( f l o a t ) (400−400*( graphData−>I _ t o t [ t v 1 + 1 ] ) / ( maxI ) ) ,
c o l ) ;
}
/ / l o g a r i t h m i c mode , t o t a l c u r r e n t
i f ( mode==2) i f ( graphData−>I _ t o t . s i z e ( ) >=( unsigned i n t ) graphData−>p o i n t s ) f o r ( t v 1 =0; tv1 < graphData−>p o i n t s −1; t v 1 ++) {
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( ( f l o a t ) (800* t v 1 / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( dAbs ( graphData−>I _ t o t [ t v 1
] ) )−l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) ,
( f l o a t ) ( 8 0 0 * ( t v 1 +1) / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( dAbs ( graphData−>I _ t o t [ t v 1
+ 1 ] ) )−l og10 ( minI ) ) / ( l og10 ( maxI )−l og10 ( minI ) ) ) , c o l ) ;
}
/ / d a t e (+ ang le s ,+ R_S )
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f4_cb22 " ) )−>i s _ c h e c k e d ( )
&&(graphData−>d a t e . day ! = 0 ) ) {
x v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 2 2 1 " ) )−>g e t _ t e x t ( ) ) ;
y v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 2 2 2 " ) )−>g e t _ t e x t ( ) ) ;
f o n t . draw ( xva l , yva l , i n t 2 s t r i n g ( graphData−>d a t e . day ) +" / "+ i n t 2 s t r i n g ( graphData−>d a t e . month ) +"−"+ i n t 2 s t r i n g (
graphData−>d a t e . y e a r ) , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +15 , i n t 2 s t r i n g ( graphData−>d a t e . hour ) +" : "+ i n t 2 s t r i n g ( graphData−>d a t e . minu te ) +" : "+
d o u b l e 2 s t r i n g ( graphData−>d a t e . second ) , canvas−>g e t _ g c ( ) ) ;
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f2_cb22 " ) )−>i s _ c h e c k e d ( ) ) {
f o n t . draw ( xva l , y v a l +30 , " Angle between LP and d i r e c t i o n t o sun : "+ d o u b l e 2 s t r i n g ( graphData−>
mxaxisAngleSun ) +" d e g r e e s " , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +45 , " Angle between Antenna d i s h and d i r e c t i o n t o sun : "+ d o u b l e 2 s t r i n g ( graphData−>
mzaxisAngleSun ) +" d e g r e e s " , canvas−>g e t _ g c ( ) ) ;
}
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f2_cb23 " ) )−>i s _ c h e c k e d ( ) ) {
f o n t . draw ( xva l , y v a l +60 , " D i s t a n c e from S a t u r n : "+ d o u b l e 2 s t r i n g ( graphData−>R_S
) +" R_S" , canvas−>g e t _ g c ( ) ) ;
}
}
/ / p a r a m e t e r s
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f4_cb11 " ) )−>i s _ c h e c k e d ( ) ) {
x v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 1 1 " ) )−>g e t _ t e x t ( ) ) ;
y v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 1 2 " ) )−>g e t _ t e x t ( ) ) ;
f o n t . draw ( xva l , yva l , " n0 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 0 ] . n / 1 e6 ) +" cm^−3" , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +15 , "T0 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 0 ] . T*( i n D a t a . pop [ 0 ] . TUnit =="K" ? 1 : U n i t s : : k / U n i t s : : c h a r g e )
) +" "+ i n D a t a . pop [ 0 ] . TUnit , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +30 , "m0 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 0 ] .m/ ( i n D a t a . pop [ 0 ] . mUnit==" u " ? U n i t s : : u : U n i t s : : m_e ) ) +" "
+ i n D a t a . pop [ 0 ] . mUnit , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +45 , " c0 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 0 ] . c / U n i t s : : c h a r g e ) +" e " , canvas−>g e t _ g c ( ) ) ;
i f ( i n D a t a . pop [ 0 ] . a l t V a l u e s ) {
f o n t . draw ( xva l , y v a l +60 , " vp0 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 0 ] . vp ) +" m/ s " , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +75 , " Ppl0 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 0 ] . Pp l ) +" V" , canvas−>g e t _ g c ( ) ) ;
}
x v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 2 1 " ) )−>g e t _ t e x t ( ) ) ;
y v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 2 2 " ) )−>g e t _ t e x t ( ) ) ;
f o n t . draw ( xva l , yva l , " n1 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 1 ] . n / 1 e6 ) +" cm^−3" , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +15 , " T1 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 1 ] . T*( i n D a t a . pop [ 1 ] . TUnit =="K" ? 1 : U n i t s : : k / U n i t s : : c h a r g e )
) +" "+ i n D a t a . pop [ 1 ] . TUnit , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +30 , "m1 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 1 ] .m/ ( i n D a t a . pop [ 1 ] . mUnit==" u " ? U n i t s : : u : U n i t s : : m_e ) ) +" "
+ i n D a t a . pop [ 1 ] . mUnit , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +45 , " c1 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 1 ] . c / U n i t s : : c h a r g e ) +" e " , canvas−>g e t _ g c ( ) ) ;
i f ( i n D a t a . pop [ 1 ] . a l t V a l u e s ) {
f o n t . draw ( xva l , y v a l +60 , " vp1 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 1 ] . vp ) +" m/ s " , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +75 , " Ppl1 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 1 ] . Pp l ) +" V" , canvas−>g e t _ g c ( ) ) ;
}
i f ( i n D a t a . pop [ 2 ] . n >0) {
f o n t . draw ( xva l , y v a l +100 , " n2 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 2 ] . n / 1 e6 ) +" cm^−3" , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +115 , " T2 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 2 ] . T*( i n D a t a . pop [ 2 ] . TUnit =="K" ? 1 : U n i t s : : k / U n i t s
: : c h a r g e ) ) +" "+ i n D a t a . pop [ 2 ] . TUnit , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +130 , "m2 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 2 ] .m/ ( i n D a t a . pop [ 2 ] . mUnit==" u " ? U n i t s : : u : U n i t s : :
m_e ) ) +" "+ i n D a t a . pop [ 2 ] . mUnit , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +145 , " c2 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 2 ] . c / U n i t s : : c h a r g e ) +" e " , canvas−>g e t _ g c ( ) ) ;
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i f ( i n D a t a . pop [ 2 ] . a l t V a l u e s ) {
f o n t . draw ( xva l , y v a l +160 , " vp2 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 2 ] . vp ) +" m/ s " , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +175 , " Ppl2 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 2 ] . Pp l ) +" V" , canvas−>g e t _ g c ( ) ) ;
}
}
x v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 3 1 " ) )−>g e t _ t e x t ( ) ) ;
y v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 3 2 " ) )−>g e t _ t e x t ( ) ) ;
f o n t . draw ( xva l , yva l , " Probe r a d i u s : " + ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 1 " ) )−>g e t _ t e x t ( ) +" " + ( (
CL_Label * ) gui_CM−>ge t_componen t ( " f1_u41 " ) )−>g e t _ t e x t ( ) , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +15 , "Ram speed : " + ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 2 " ) )−>g e t _ t e x t ( ) +" " + ( (
CL_Label * ) gui_CM−>ge t_componen t ( " f1_u42 " ) )−>g e t _ t e x t ( ) , canvas−>g e t _ g c ( ) ) ;
f o n t . draw ( xva l , y v a l +30 , " Plasma Pot . : " + ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 3 " ) )−>g e t _ t e x t ( ) +" " + ( (
CL_Label * ) gui_CM−>ge t_componen t ( " f1_u43 " ) )−>g e t _ t e x t ( ) , canvas−>g e t _ g c ( ) ) ;
}
/ / e q u a t i o n s used
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f4_cb21 " ) )−>i s _ c h e c k e d ( ) ) {
EqInfo e q I n f o ;
CL_Color c o l ;
f o r ( t v 2 =0; tv2 <2; t v 2 ++) {
e q I n f o . Pp= graphData−>minV ; e q I n f o . name=" " ; c o l =CL_Color ( 0 , 2 5 5 , 0 ) ;
y v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 2 1 " ) )−>g e t _ t e x t ( ) ) ;
y v a l += t v 2 *40 ; t v 3 =0;
f o n t . draw ( 2 , yva l −15, " E q u a t i o n s used f o r p o p u l a t i o n "+ i n t 2 s t r i n g ( t v 2 ) , canvas−>g e t _ g c ( ) ) ;
f o r ( t v 1 = 0 ; ( unsigned i n t ) tv1 < graphData−>e q I n f o [ t v 2 ] . s i z e ( ) ; t v 1 ++) {
i f ( graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . name != e q I n f o . name ) {
canvas−>g e t _ g c ( )−>d r a w _ l i n e (
( f l o a t ) ( ( e q I n f o . Pp−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−graphData−>minV ) ) , (
f l o a t ) yva l ,
( f l o a t ) ( ( graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . Pp−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−
graphData−>minV ) ) , ( f l o a t ) yva l ,
c o l ) ;
f o n t . draw ( ( i n t ) ( ( graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . Pp−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−
graphData−>minV ) ) ,
y v a l + t v 3 +2 , graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . name , canvas−>g e t _ g c ( ) ) ;
/ / e q I n f o . name=graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . name ;
/ / e q I n f o . Pp=graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . Pp ;
e q I n f o = graphData−>e q I n f o [ t v 2 ] [ t v 1 ] ;
t v 3 =( t v 3 ==0?−15:0) ;
i f ( c o l ==CL_Color ( 2 5 5 , 0 , 0 ) ) c o l =CL_Color ( 0 , 2 5 5 , 0 ) ;
e l s e i f ( c o l ==CL_Color ( 0 , 2 5 5 , 0 ) ) c o l =CL_Color ( 0 , 0 , 2 5 5 ) ;
e l s e i f ( c o l ==CL_Color ( 0 , 0 , 2 5 5 ) ) c o l =CL_Color ( 2 5 5 , 0 , 0 ) ;
}
}
i f ( graphData−>e q I n f o [ t v 2 ] . s i z e ( ) >0) canvas−>g e t _ g c ( )−>d r a w _ l i n e (
( f l o a t ) ( ( e q I n f o . Pp−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−graphData−>minV ) ) , ( f l o a t ) yva l ,
( f l o a t ) ( ( graphData−>e q I n f o [ t v 2 ] [ tv1 −1].Pp−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−graphData−>minV
) ) , ( f l o a t ) yva l ,
c o l ) ;
}
}
/ / c o o r d i n a t e gr id , x−a x i s
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( 0 , 4 0 0 , 8 0 0 , 4 0 0 , CL_Color ( 0 , 1 2 8 , 0 ) ) ;
t v 2 =( i n t ) ( dAbs ( graphData−>minV ) >dAbs ( graphData−>maxV) ? dAbs ( graphData−>minV ) : dAbs ( graphData−>maxV ) ) ;
t v 3 =( t v 2 /10 >0? t v 2 / 1 0 : 1 ) ;
f o r ( t v 1 =0; tv1 < t v 2 +1; t v 1 += t v 3 ) {
x v a l =( i n t ) ( ( tv1−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−graphData−>minV ) ) ;
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( ( f l o a t ) xva l , ( f l o a t ) (400−4) , ( f l o a t ) xva l , ( f l o a t ) (400+5) , CL_Color ( 0 , 1 2 8 , 0 ) ) ;
f o n t . draw ( xva l −10 ,405 , i n t 2 s t r i n g ( t v 1 ) +"V" , canvas−>g e t _ g c ( ) ) ;
x v a l =( i n t ) ((− tv1−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−graphData−>minV ) ) ;
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( ( f l o a t ) xva l , ( f l o a t ) (400−4) , ( f l o a t ) xva l , ( f l o a t ) (400+5) , CL_Color ( 0 , 1 2 8 , 0 ) ) ;
f o n t . draw ( xva l −10 ,405 , i n t 2 s t r i n g (− t v 1 ) +"V" , canvas−>g e t _ g c ( ) ) ;
}
/ / c o o r d i n a t e gr id , y−a x i s
i f ( graphData−>maxV!= graphData−>minV ) {
i n t zeroLineX =( i n t ) (−graphData−>minV * 8 0 0 / ( graphData−>maxV−graphData−>minV ) ) ;
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( ( f l o a t ) zeroLineX , ( f l o a t ) 0 , ( f l o a t ) zeroLineX , ( f l o a t ) 600 , CL_Color ( 0 , 1 2 8 , 0 ) ) ;
i f ( ( mode==0) | | ( mode==2) ) {
t v 2 =1+( i n t ) dAbs ( ( log10 ( maxI )−l og10 ( minI ) ) / 1 0 ) ;
f o r ( t v 1 =−100; tv1 <100; t v 1 += t v 2 ) {
y v a l =( i n t ) (500−500*( tv1−l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) ;
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( ( f l o a t ) ( zeroLineX−4) , ( f l o a t ) yva l , ( f l o a t ) ( ze roLineX +5) , ( f l o a t ) yva l ,
CL_Color ( 0 , 1 2 8 , 0 ) ) ;
f o n t . draw ( zeroLineX +6 , yva l −4," 10^ "+ d o u b l e 2 s t r i n g ( t v 1 ) +" A" , canvas−>g e t _ g c ( ) ) ;
}
}
i f ( mode==1) {
t v 2 = ( ( i n t ) dAbs ( maxI *1 e8 ) >0?( i n t ) dAbs ( maxI *1 e8 ) : 1 ) ;
f o r ( t v 1 =0; tv1 <=( i n t ) ( maxI *1 e9 ) ; t v 1 += t v 2 ) {
y v a l =( i n t ) (400−400* t v 1 / ( maxI *1 e9 ) ) ;
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( ( f l o a t ) ( zeroLineX−4) , ( f l o a t ) yva l , ( f l o a t ) ( ze roLineX +5) , ( f l o a t ) yva l ,
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CL_Color ( 0 , 1 2 8 , 0 ) ) ;
f o n t . draw ( zeroLineX +6 , yva l −4, i n t 2 s t r i n g ( t v 1 ) +" nA" , canvas−>g e t _ g c ( ) ) ;
y v a l =( i n t ) (400+400*( t v 1 ) / ( maxI *1 e9 ) ) ;
canvas−>g e t _ g c ( )−>d r a w _ l i n e ( ( f l o a t ) ( zeroLineX−4) , ( f l o a t ) yva l , ( f l o a t ) ( ze roLineX +5) , ( f l o a t ) yva l ,
CL_Color ( 0 , 1 2 8 , 0 ) ) ;
f o n t . draw ( zeroLineX +6 , yva l −4, i n t 2 s t r i n g (− t v 1 ) +" nA" , canvas−>g e t _ g c ( ) ) ;
}
}
}
/ / upd a t e and draw
canvas−>s y n c _ s u r f a c e ( ) ;
d r a w S u r f a c e . draw ( ) ;
}
void Master_LP : : DrawGraphs_CM ( i n t mode , OutData * graphData , CL_Color c o l )
{ / / *** once aga in o b s o l e t e . ( i n f o p r i n t i n g )
double minI=pow ( 1 0 . 0 , s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 1 " ) )−>g e t _ t e x t ( ) ) ) ;
double maxI=pow ( 1 0 . 0 , s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 2 " ) )−>g e t _ t e x t ( ) ) ) ;
i n t tv1 , tv2 , t v 3 ;
i n t xva l , y v a l ;
/ / l o g a r i t h m i c mode , s e p e r a t e c u r r e n t s
i f ( mode==0) i f ( graphData−>I_0 . s i z e ( ) >=( unsigned i n t ) graphData−>p o i n t s ) f o r ( t v 1 =0; tv1 < graphData−>p o i n t s −1; t v 1 ++) {
CL_Display : : d r a w _ l i n e ( ( f l o a t ) (800* t v 1 / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( graphData−>I_0 [ t v 1 ] )−l og10 ( minI
) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) ,
( f l o a t ) ( 8 0 0 * ( t v 1 +1) / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( graphData−>I_0 [ t v 1 + 1 ] )−
l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) , CL_Color ( 0 , 0 , 2 5 5 ) ) ;
CL_Display : : d r a w _ l i n e ( ( f l o a t ) (800* t v 1 / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( graphData−>I_1 [ t v 1 ] )−l og10 ( minI
) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) ,
( f l o a t ) ( 8 0 0 * ( t v 1 +1) / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( graphData−>I_1 [ t v 1 + 1 ] )−
l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) , CL_Color ( 2 5 5 , 0 , 0 ) ) ;
}
/ / l i n e a r mode
i f ( mode==1) i f ( graphData−>I _ t o t . s i z e ( ) >=( unsigned i n t ) graphData−>p o i n t s ) f o r ( t v 1 =0; tv1 < graphData−>p o i n t s −1; t v 1 ++) {
CL_Display : : d r a w _ l i n e ( ( f l o a t ) (800* t v 1 / graphData−>p o i n t s ) , ( f l o a t ) (400−400*( graphData−>I _ t o t [ t v 1 ] ) / ( maxI ) ) ,
( f l o a t ) ( 8 0 0 * ( t v 1 +1) / graphData−>p o i n t s ) , ( f l o a t ) (400−400*( graphData−>I _ t o t [ t v 1 + 1 ] ) / ( maxI ) ) ,
c o l ) ;
}
/ / l o g a r i t h m i c mode , t o t a l c u r r e n t
i f ( mode==2) i f ( graphData−>I _ t o t . s i z e ( ) >=( unsigned i n t ) graphData−>p o i n t s ) f o r ( t v 1 =0; tv1 < graphData−>p o i n t s −1; t v 1 ++) {
CL_Display : : d r a w _ l i n e ( ( f l o a t ) (800* t v 1 / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( dAbs ( graphData−>I _ t o t [ t v 1 ] ) )−
l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) ,
( f l o a t ) ( 8 0 0 * ( t v 1 +1) / graphData−>p o i n t s ) , ( f l o a t ) (500−500*( log10 ( dAbs ( graphData−>I _ t o t [ t v 1
+ 1 ] ) )−l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) , c o l ) ;
}
/ / d a t e (+ ang le s ,+ R_S )
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f4_cb22 " ) )−>i s _ c h e c k e d ( )
&&(graphData−>d a t e . day ! = 0 ) ) {
x v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 2 2 1 " ) )−>g e t _ t e x t ( ) ) ;
y v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 2 2 2 " ) )−>g e t _ t e x t ( ) ) ;
f o n t . draw ( xva l , yva l , i n t 2 s t r i n g ( graphData−>d a t e . day ) +" / "+ i n t 2 s t r i n g ( graphData−>d a t e . month ) +"−"+ i n t 2 s t r i n g (
graphData−>d a t e . y e a r ) ) ;
f o n t . draw ( xva l , y v a l +15 , i n t 2 s t r i n g ( graphData−>d a t e . hour ) +" : "+ i n t 2 s t r i n g ( graphData−>d a t e . minu te ) +" : "+
d o u b l e 2 s t r i n g ( graphData−>d a t e . second ) ) ;
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f2_cb22 " ) )−>i s _ c h e c k e d ( ) ) {
f o n t . draw ( xva l , y v a l +30 , " Angle between LP and d i r e c t i o n t o sun : "+ d o u b l e 2 s t r i n g ( graphData−>
mxaxisAngleSun ) +" d e g r e e s " ) ;
f o n t . draw ( xva l , y v a l +45 , " Angle between Antenna d i s h and d i r e c t i o n t o sun : "+ d o u b l e 2 s t r i n g ( graphData−>
mzaxisAngleSun ) +" d e g r e e s " ) ;
}
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f2_cb23 " ) )−>i s _ c h e c k e d ( ) ) {
f o n t . draw ( xva l , y v a l +60 , " D i s t a n c e from S a t u r n : "+ d o u b l e 2 s t r i n g ( graphData−>R_S
) +" R_S" ) ;
}
}
/ / p a r a m e t e r s
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f4_cb11 " ) )−>i s _ c h e c k e d ( ) ) {
x v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 1 1 " ) )−>g e t _ t e x t ( ) ) ;
y v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 1 2 " ) )−>g e t _ t e x t ( ) ) ;
f o n t . draw ( xva l , yva l , " n0 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 0 ] . n / 1 e6 ) +" cm^−3" ) ;
f o n t . draw ( xva l , y v a l +15 , "T0 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 0 ] . T*( i n D a t a . pop [ 0 ] . TUnit =="K" ? 1 : U n i t s : : k / U n i t s : : c h a r g e )
) +" "+ i n D a t a . pop [ 0 ] . TUnit ) ;
f o n t . draw ( xva l , y v a l +30 , "m0 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 0 ] .m/ ( i n D a t a . pop [ 0 ] . mUnit==" u " ? U n i t s : : u : U n i t s : : m_e ) ) +" "
+ i n D a t a . pop [ 0 ] . mUnit ) ;
f o n t . draw ( xva l , y v a l +45 , " c0 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 0 ] . c / U n i t s : : c h a r g e ) +" e " ) ;
x v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 2 1 " ) )−>g e t _ t e x t ( ) ) ;
y v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 2 2 " ) )−>g e t _ t e x t ( ) ) ;
f o n t . draw ( xva l , yva l , " n1 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 1 ] . n / 1 e6 ) +" cm^−3" ) ;
f o n t . draw ( xva l , y v a l +15 , " T1 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 1 ] . T*( i n D a t a . pop [ 1 ] . TUnit =="K" ? 1 : U n i t s : : k / U n i t s : : c h a r g e )
) +" "+ i n D a t a . pop [ 1 ] . TUnit ) ;
f o n t . draw ( xva l , y v a l +30 , "m1 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 1 ] .m/ ( i n D a t a . pop [ 1 ] . mUnit==" u " ? U n i t s : : u : U n i t s : : m_e ) ) +" "
+ i n D a t a . pop [ 1 ] . mUnit ) ;
f o n t . draw ( xva l , y v a l +45 , " c1 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 1 ] . c / U n i t s : : c h a r g e ) +" e " ) ;
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i f ( i n D a t a . pop [ 2 ] . n >0) {
f o n t . draw ( xva l , y v a l +70 , " n2 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 2 ] . n / 1 e6 ) +" cm^−3" ) ;
f o n t . draw ( xva l , y v a l +85 , "T2 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 2 ] . T*( i n D a t a . pop [ 2 ] . TUnit =="K" ? 1 : U n i t s : : k / U n i t s
: : c h a r g e ) ) +" "+ i n D a t a . pop [ 2 ] . TUnit ) ;
f o n t . draw ( xva l , y v a l +100 , "m2 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 2 ] .m/ ( i n D a t a . pop [ 2 ] . mUnit==" u " ? U n i t s : : u : U n i t s : :
m_e ) ) +" "+ i n D a t a . pop [ 2 ] . mUnit ) ;
f o n t . draw ( xva l , y v a l +115 , " c2 : "+ d o u b l e 2 s t r i n g ( i n D a t a . pop [ 2 ] . c / U n i t s : : c h a r g e ) +" e " ) ;
}
x v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 3 1 " ) )−>g e t _ t e x t ( ) ) ;
y v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 1 3 2 " ) )−>g e t _ t e x t ( ) ) ;
f o n t . draw ( xva l , yva l , " Probe r a d i u s : " + ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 1 " ) )−>g e t _ t e x t ( ) +" " + ( (
CL_Label * ) gui_CM−>ge t_componen t ( " f1_u41 " ) )−>g e t _ t e x t ( ) ) ;
f o n t . draw ( xva l , y v a l +15 , "Ram speed : " + ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 2 " ) )−>g e t _ t e x t ( ) +" " + ( (
CL_Label * ) gui_CM−>ge t_componen t ( " f1_u42 " ) )−>g e t _ t e x t ( ) ) ;
f o n t . draw ( xva l , y v a l +30 , " Plasma Pot . : " + ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 4 3 " ) )−>g e t _ t e x t ( ) +" " + ( (
CL_Label * ) gui_CM−>ge t_componen t ( " f1_u43 " ) )−>g e t _ t e x t ( ) ) ;
}
/ / e q u a t i o n s used
i f ( ( ( CL_CheckBox *) gui_CM−>ge t_componen t ( " f4_cb21 " ) )−>i s _ c h e c k e d ( ) ) {
EqInfo e q I n f o ;
CL_Color c o l ;
f o r ( t v 2 =0; tv2 <2; t v 2 ++) {
e q I n f o . Pp= graphData−>minV ; e q I n f o . name=" " ; c o l =CL_Color ( 0 , 2 5 5 , 0 ) ;
y v a l = s t r i n g 2 i n t ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 2 1 " ) )−>g e t _ t e x t ( ) ) ;
y v a l += t v 2 *40 ; t v 3 =0;
f o n t . draw ( 2 , yva l −15, " E q u a t i o n s used f o r p o p u l a t i o n "+ i n t 2 s t r i n g ( t v 2 ) ) ;
f o r ( t v 1 = 0 ; ( unsigned i n t ) tv1 < graphData−>e q I n f o [ t v 2 ] . s i z e ( ) ; t v 1 ++) {
i f ( graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . name != e q I n f o . name ) {
CL_Display : : d r a w _ l i n e (
( f l o a t ) ( ( e q I n f o . Pp−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−graphData−>minV ) ) , (
f l o a t ) yva l ,
( f l o a t ) ( ( graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . Pp−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−
graphData−>minV ) ) , ( f l o a t ) yva l ,
c o l ) ;
f o n t . draw ( ( i n t ) ( ( graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . Pp−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−
graphData−>minV ) ) ,
y v a l + t v 3 +2 , graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . name ) ;
/ / e q I n f o . name=graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . name ;
/ / e q I n f o . Pp=graphData−>e q I n f o [ t v 2 ] [ t v 1 ] . Pp ;
e q I n f o = graphData−>e q I n f o [ t v 2 ] [ t v 1 ] ;
t v 3 =( t v 3 ==0?−15:0) ;
i f ( c o l ==CL_Color ( 2 5 5 , 0 , 0 ) ) c o l =CL_Color ( 0 , 2 5 5 , 0 ) ;
e l s e i f ( c o l ==CL_Color ( 0 , 2 5 5 , 0 ) ) c o l =CL_Color ( 0 , 0 , 2 5 5 ) ;
e l s e i f ( c o l ==CL_Color ( 0 , 0 , 2 5 5 ) ) c o l =CL_Color ( 2 5 5 , 0 , 0 ) ;
}
}
i f ( graphData−>e q I n f o [ t v 2 ] . s i z e ( ) >0) CL_Display : : d r a w _ l i n e (
( f l o a t ) ( ( e q I n f o . Pp−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−graphData−>minV ) ) , ( f l o a t ) yva l ,
( f l o a t ) ( ( graphData−>e q I n f o [ t v 2 ] [ tv1 −1].Pp−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−graphData−>minV
) ) , ( f l o a t ) yva l ,
c o l ) ;
}
}
/ / c o o r d i n a t e gr id , x−a x i s
CL_Display : : d r a w _ l i n e ( 0 , 4 0 0 , 8 0 0 , 4 0 0 , CL_Color ( 0 , 1 2 8 , 0 ) ) ;
t v 2 =( i n t ) ( dAbs ( graphData−>minV ) >dAbs ( graphData−>maxV) ? dAbs ( graphData−>minV ) : dAbs ( graphData−>maxV) ) ;
t v 3 =( t v 2 /10 >0? t v 2 / 1 0 : 1 ) ;
f o r ( t v 1 =0; tv1 < t v 2 +1; t v 1 += t v 3 ) {
x v a l =( i n t ) ( ( tv1−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−graphData−>minV ) ) ;
CL_Display : : d r a w _ l i n e ( ( f l o a t ) xva l ,400−4 ,( f l o a t ) xva l , 4 0 0 + 5 , CL_Color ( 0 , 1 2 8 , 0 ) ) ;
f o n t . draw ( xva l −10 ,405 , i n t 2 s t r i n g ( t v 1 ) +"V" ) ;
x v a l =( i n t ) ((− tv1−graphData−>minV ) * 8 0 0 / ( graphData−>maxV−graphData−>minV ) ) ;
CL_Display : : d r a w _ l i n e ( ( f l o a t ) xva l ,400−4 ,( f l o a t ) xva l , 4 0 0 + 5 , CL_Color ( 0 , 1 2 8 , 0 ) ) ;
f o n t . draw ( xva l −10 ,405 , i n t 2 s t r i n g (− t v 1 ) +"V" ) ;
}
/ / c o o r d i n a t e gr id , y−a x i s
i f ( graphData−>maxV!= graphData−>minV ) {
i n t zeroLineX =( i n t ) (−graphData−>minV * 8 0 0 / ( graphData−>maxV−graphData−>minV ) ) ;
CL_Display : : d r a w _ l i n e ( ( f l o a t ) zeroLineX , 0 , ( f l o a t ) zeroLineX , 6 0 0 , CL_Color ( 0 , 1 2 8 , 0 ) ) ;
i f ( ( mode==0) | | ( mode==2) ) {
t v 2 =1+( i n t ) dAbs ( ( log10 ( maxI )−l og10 ( minI ) ) / 1 0 ) ;
f o r ( t v 1 =−100; tv1 <100; t v 1 += t v 2 ) {
y v a l =( i n t ) (500−500*( tv1−l og10 ( minI ) ) / ( log10 ( maxI )−l og10 ( minI ) ) ) ;
CL_Display : : d r a w _ l i n e ( ( f l o a t ) ( zeroLineX−4) , ( f l o a t ) yva l , ( f l o a t ) ( ze roLineX +5) , ( f l o a t ) yva l ,
CL_Color ( 0 , 1 2 8 , 0 ) ) ;
f o n t . draw ( zeroLineX +6 , yva l −4," 10^ "+ d o u b l e 2 s t r i n g ( t v 1 ) +" A" ) ;
}
}
i f ( mode==1) {
t v 2 = ( ( i n t ) dAbs ( maxI *1 e8 ) >0?( i n t ) dAbs ( maxI *1 e8 ) : 1 ) ;
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f o r ( t v 1 =0; tv1 <=( i n t ) ( maxI *1 e9 ) ; t v 1 += t v 2 ) {
y v a l =( i n t ) (400−400* t v 1 / ( maxI *1 e9 ) ) ;
CL_Display : : d r a w _ l i n e ( ( f l o a t ) ( zeroLineX−4) , ( f l o a t ) yva l , ( f l o a t ) ( ze roLineX +5) , ( f l o a t ) yva l ,
CL_Color ( 0 , 1 2 8 , 0 ) ) ;
f o n t . draw ( zeroLineX +6 , yva l −4, i n t 2 s t r i n g ( t v 1 ) +" nA" ) ;
y v a l =( i n t ) (400+400*( t v 1 ) / ( maxI *1 e9 ) ) ;
CL_Display : : d r a w _ l i n e ( ( f l o a t ) ( zeroLineX−4) , ( f l o a t ) yva l , ( f l o a t ) ( ze roLineX +5) , ( f l o a t ) yva l ,
CL_Color ( 0 , 1 2 8 , 0 ) ) ;
f o n t . draw ( zeroLineX +6 , yva l −4, i n t 2 s t r i n g (− t v 1 ) +" nA" ) ;
}
}
}
}
void Master_LP : : f2_Swi tchAna lys i sGraphMode ( )
{
i f ( graphMode ==1) graphMode =2; e l s e graphMode =1;
}
void Master_LP : : f2_b52 ( )
{
i f ( a l l D a t a . s i z e ( ) ==0) re turn ; / / can no t average i f t h e r e i s no da ta
/ / average a l l d a t a s e t s
unsigned i n t i , j ;
OutData t O u t D a t a ;
f o r ( i =0 ; i <256; i ++) t O u t D a t a . I _ t o t . push_back ( 0 ) ;
f o r ( i =0 ; i < a l l D a t a . s i z e ( ) ; i ++)
f o r ( j =0 ; j < a l l D a t a [ i ] . I _ t o t . s i z e ( ) ; j ++)
t O u t D a t a . I _ t o t [ j ]+= a l l D a t a [ i ] . I _ t o t [ j ] ;
f o r ( i =0 ; i < a l l D a t a [ 0 ] . I _ t o t . s i z e ( ) ; i ++) {
t O u t D a t a . I _ t o t [ i ] / = a l l D a t a . s i z e ( ) ;
a l l D a t a [ 0 ] . I _ t o t [ i ]= t O u t D a t a . I _ t o t [ i ] ;
}
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i 6 1 " ) )−>s e t _ t e x t ( i n t 2 s t r i n g ( 0 ) ) ;
LoadDataSe t ( 0 ) ;
}
void Master_LP : : Smooth ( )
{
n u m e r i c s . GaussSmooth(& o u t D a t a . V,& o u t D a t a . I _ t o t , 0 . 5 ) ;
/ *
/ / e x p e r i m e n t i n g
i n t t v ;
GaussSmooth (& outData . V,& outData . I _ t o t , 1 . 0 ) ;
ou tData . I_0 . c l e a r ( ) ;
f o r ( t v =2; tv <outData . V . s i z e ( )−2; t v ++) {
ou tData . I_0 . push_back ( d e r i v a t i v e _ 2 n d (& outData . V,& outData . I _ t o t , t v ) ) ;
}
f o r ( t v =0; tv <outData . V . s i z e ( ) ; t v ++) outData . I _ t o t [ t v ]= outData . I_0 [ t v ] ;
* /
}
void Master_LP : : f 1 _ s w i t c h F o c u s ( )
{
unsigned i n t tv1 , tv2 , z e r o I n d e x =( unsigned i n t ) (−o u t D a t a . minV* o u t D a t a . p o i n t s / ( o u t D a t a . maxV−o u t D a t a . minV ) ) ;
double max =0;
i f ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ s w i t c h F o c u s " ) )−>g e t _ t e x t ( ) ==" Focus i o n c u r r e n t " ) {
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ s w i t c h F o c u s " ) )−>s e t _ t e x t ( " Focus e l e c t r o n c u r r e n t " ) ;
f o r ( t v 1 =0; tv1 < z e r o I n d e x ; t v 1 ++) i f ( dAbs ( o u t D a t a . I _ t o t [ t v 1 ] ) >max ) max=dAbs ( o u t D a t a . I _ t o t [ t v 1 ] ) ;
f o r ( t v 2 =0; tv2 < g r a p h S t a c k . s i z e ( ) ; t v 2 ++)
f o r ( t v 1 =0; tv1 < z e r o I n d e x ; t v 1 ++) i f ( dAbs ( g r a p h S t a c k [ t v 2 ] . I _ t o t [ t v 1 ] ) >max ) max=dAbs ( g r a p h S t a c k [ t v 2 ] . I _ t o t [
t v 1 ] ) ;
/ / ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( log10 ( ( ou tData . minI <0?1e−15: ou tData .
minI ) ) ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( log10 (5* max ) ) ) ;
/ / 400−500*( graphData−>I _ t o t [ t v 1]−minI ) / ( maxI−minI )
/ /
/ / 400−500*( graphData−>I _ t o t [ t v 1]−minI ) / ( maxI−minI ) =500
/ / 500*( graphData−>I _ t o t [ t v 1]−minI ) / ( maxI−minI ) =100
/ / 5*( graphData−>I _ t o t [ t v 1]−minI ) / ( maxI−minI ) =1
/ / 5* graphData−>I _ t o t [ t v 1 ]−5*minI=maxI−minI
/ / maxI = 5* graphData−>I _ t o t [ t v 1 ]−4*minI
/ / 400−500*( graphData−>I _ t o t [ t v 1]−minI ) / ( maxI−minI ) =0
/ / 500*( graphData−>I _ t o t [ t v 1]−minI ) / ( maxI−minI ) =400
/ / 5*( graphData−>I _ t o t [ t v 1]−minI ) / ( maxI−minI ) =4
/ / 5* graphData−>I _ t o t [ t v 1 ]−5*minI =4*maxI−4*minI
/ / 5* graphData−>I _ t o t [ t v 1]−minI =4*maxI
/ / maxI = (5* graphData−>I _ t o t [ t v 1]−minI ) / 4
} e l s e {
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f 1 _ s w i t c h F o c u s " ) )−>s e t _ t e x t ( " Focus i o n c u r r e n t " ) ;
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f o r ( t v 1 = z e r o I n d e x ; tv1 < o u t D a t a . I _ t o t . s i z e ( ) ; t v 1 ++) i f ( dAbs ( o u t D a t a . I _ t o t [ t v 1 ] ) >max ) max=dAbs ( o u t D a t a . I _ t o t [ t v 1 ] )
;
f o r ( t v 2 =0; tv2 < g r a p h S t a c k . s i z e ( ) ; t v 2 ++)
f o r ( t v 1 = z e r o I n d e x ; tv1 < g r a p h S t a c k [ t v 2 ] . I _ t o t . s i z e ( ) ; t v 1 ++) i f ( dAbs ( g r a p h S t a c k [ t v 2 ] . I _ t o t [ t v 1 ] ) >max ) max=
dAbs ( g r a p h S t a c k [ t v 2 ] . I _ t o t [ t v 1 ] ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 4 _ i 4 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( log10 (5* max / 4 ) ) ) ;
}
}
void Master_LP : : f1_swi tchGraphMode ( ) { i f ( graphMode ==0) graphMode =1; e l s e graphMode =0; }
void Master_LP : : f1_l1bm ( )
{
i n t pop ;
s t d : : s t r i n g t s 1 ;
pop= s t r i n g 2 i n t ( ( ( CL_Label * ) gui_CM−>ge t_componen t ( " f 1 _ l 1 _ p o p n r " ) )−>g e t _ t e x t ( ) ) ;
i f ( pop >0) {
double m u l t i p l i e r ;
/ / save o l d p o p u l a t i o n
i n D a t a . pop [ pop ] . n= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 1 " ) )−>g e t _ t e x t ( ) ) *1 e6 ;
t s 1 = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>g e t _ t e x t ( ) ;
i f ( t s 1 =="K" ) { m u l t i p l i e r =1 ;
} e l s e i f ( t s 1 =="eV" ) { m u l t i p l i e r =( U n i t s : : c h a r g e / U n i t s : : k ) ;
} e l s e { ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>s e t _ t e x t ( "K" ) ; m u l t i p l i e r =1 ; }
i n D a t a . pop [ pop ] . T= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 2 " ) )−>g e t _ t e x t ( ) ) * m u l t i p l i e r ;
t s 1 = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>g e t _ t e x t ( ) ;
i f ( t s 1 ==" u " ) { m u l t i p l i e r = U n i t s : : u ;
} e l s e i f ( t s 1 =="m_e" ) { m u l t i p l i e r = U n i t s : : m_e ;
} e l s e { ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>s e t _ t e x t ( " u " ) ; m u l t i p l i e r = U n i t s : : u ; }
i n D a t a . pop [ pop ] .m= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 3 " ) )−>g e t _ t e x t ( ) ) * m u l t i p l i e r ;
i n D a t a . pop [ pop ] . c= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 4 " ) )−>g e t _ t e x t ( ) ) * U n i t s : : c h a r g e ;
i n D a t a . pop [ pop ] . TUnit = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>g e t _ t e x t ( ) ;
i n D a t a . pop [ pop ] . mUnit = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>g e t _ t e x t ( ) ;
i n D a t a . pop [ pop ] . a l t V a l u e s = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>i s _ e n a b l e d ( ) ;
i n D a t a . pop [ pop ] . vp= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>g e t _ t e x t ( ) ) ;
i n D a t a . pop [ pop ] . Pp l = s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 3 " ) )−>g e t _ t e x t ( ) ) ;
/ / l oad new p o p u l a t i o n
pop−−;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>e n a b l e ( i n D a t a . pop [ pop ] . a l t V a l u e s ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 3 " ) )−>e n a b l e ( i n D a t a . pop [ pop ] . a l t V a l u e s ) ;
i f ( i n D a t a . pop [ pop ] . a l t V a l u e s ) ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_b2 " ) )−>s e t _ t e x t ( " D i s a b l e o t h e r v a l u e s
f o r : " ) ;
e l s e ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_b2 " ) )−>s e t _ t e x t ( " Enab le o t h e r v a l u e s f o r : " ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . vp ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 3 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . Pp l ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>s e t _ t e x t ( i n D a t a . pop [ pop ] . TUnit ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>s e t _ t e x t ( i n D a t a . pop [ pop ] . mUnit ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . n / 1 e6 ) ) ;
t s 1 = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>g e t _ t e x t ( ) ;
i f ( t s 1 =="K" ) { m u l t i p l i e r =1 ;
} e l s e i f ( t s 1 =="eV" ) { m u l t i p l i e r =( U n i t s : : c h a r g e / U n i t s : : k ) ;
} e l s e { ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>s e t _ t e x t ( "K" ) ; m u l t i p l i e r =1 ; }
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . T / m u l t i p l i e r ) ) ;
t s 1 = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>g e t _ t e x t ( ) ;
i f ( t s 1 ==" u " ) { m u l t i p l i e r = U n i t s : : u ;
} e l s e i f ( t s 1 =="m_e" ) { m u l t i p l i e r = U n i t s : : m_e ;
} e l s e { ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>s e t _ t e x t ( " u " ) ; m u l t i p l i e r = U n i t s : : u ; }
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 3 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] .m/ m u l t i p l i e r ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 4 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . c / U n i t s : : c h a r g e ) ) ;
/ / u p d a t e l a b e l
( ( CL_Label * ) gui_CM−>ge t_componen t ( " f 1 _ l 1 _ p o p n r " ) )−>s e t _ t e x t ( i n t 2 s t r i n g ( pop ) ) ;
}
}
void Master_LP : : f 1 _ l 1 b p ( )
{
i n t pop ;
s t d : : s t r i n g t s 1 ;
pop= s t r i n g 2 i n t ( ( ( CL_Label * ) gui_CM−>ge t_componen t ( " f 1 _ l 1 _ p o p n r " ) )−>g e t _ t e x t ( ) ) ;
i f ( pop <5) {
double m u l t i p l i e r ;
/ / sa ve o l d p o p u l a t i o n
i n D a t a . pop [ pop ] . n= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 1 " ) )−>g e t _ t e x t ( ) ) *1 e6 ;
t s 1 = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>g e t _ t e x t ( ) ;
i f ( t s 1 =="K" ) { m u l t i p l i e r =1 ;
} e l s e i f ( t s 1 =="eV" ) { m u l t i p l i e r =( U n i t s : : c h a r g e / U n i t s : : k ) ;
} e l s e { ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>s e t _ t e x t ( "K" ) ; m u l t i p l i e r =1 ; }
i n D a t a . pop [ pop ] . T= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 2 " ) )−>g e t _ t e x t ( ) ) * m u l t i p l i e r ;
t s 1 = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>g e t _ t e x t ( ) ;
i f ( t s 1 ==" u " ) { m u l t i p l i e r = U n i t s : : u ;
} e l s e i f ( t s 1 =="m_e" ) { m u l t i p l i e r = U n i t s : : m_e ;
} e l s e { ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>s e t _ t e x t ( " u " ) ; m u l t i p l i e r = U n i t s : : u ; }
i n D a t a . pop [ pop ] .m= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 3 " ) )−>g e t _ t e x t ( ) ) * m u l t i p l i e r ;
i n D a t a . pop [ pop ] . c= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 4 " ) )−>g e t _ t e x t ( ) ) * U n i t s : : c h a r g e ;
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i n D a t a . pop [ pop ] . TUnit = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>g e t _ t e x t ( ) ;
i n D a t a . pop [ pop ] . mUnit = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>g e t _ t e x t ( ) ;
i n D a t a . pop [ pop ] . a l t V a l u e s = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>i s _ e n a b l e d ( ) ;
i n D a t a . pop [ pop ] . vp= s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>g e t _ t e x t ( ) ) ;
i n D a t a . pop [ pop ] . Pp l = s t r i n g 2 d o u b l e ( ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 3 " ) )−>g e t _ t e x t ( ) ) ;
/ / l oad new p o p u l a t i o n
pop ++;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>e n a b l e ( i n D a t a . pop [ pop ] . a l t V a l u e s ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 3 " ) )−>e n a b l e ( i n D a t a . pop [ pop ] . a l t V a l u e s ) ;
i f ( i n D a t a . pop [ pop ] . a l t V a l u e s ) ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_b2 " ) )−>s e t _ t e x t ( " D i s a b l e o t h e r v a l u e s
f o r : " ) ;
e l s e ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_b2 " ) )−>s e t _ t e x t ( " Enab le o t h e r v a l u e s f o r : " ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . vp ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 3 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . Pp l ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>s e t _ t e x t ( i n D a t a . pop [ pop ] . TUnit ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>s e t _ t e x t ( i n D a t a . pop [ pop ] . mUnit ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 1 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . n / 1 e6 ) ) ;
t s 1 = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>g e t _ t e x t ( ) ;
i f ( t s 1 =="K" ) { m u l t i p l i e r =1 ;
} e l s e i f ( t s 1 =="eV" ) { m u l t i p l i e r =( U n i t s : : c h a r g e / U n i t s : : k ) ;
} e l s e { ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u12 " ) )−>s e t _ t e x t ( "K" ) ; m u l t i p l i e r =1 ; }
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 2 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . T / m u l t i p l i e r ) ) ;
t s 1 = ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>g e t _ t e x t ( ) ;
i f ( t s 1 ==" u " ) { m u l t i p l i e r = U n i t s : : u ;
} e l s e i f ( t s 1 =="m_e" ) { m u l t i p l i e r = U n i t s : : m_e ;
} e l s e { ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f1_u13 " ) )−>s e t _ t e x t ( " u " ) ; m u l t i p l i e r = U n i t s : : u ; }
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 3 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] .m/ m u l t i p l i e r ) ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 1 4 " ) )−>s e t _ t e x t ( d o u b l e 2 s t r i n g ( i n D a t a . pop [ pop ] . c / U n i t s : : c h a r g e ) ) ;
/ / u p d a t e l a b e l
( ( CL_Label * ) gui_CM−>ge t_componen t ( " f 1 _ l 1 _ p o p n r " ) )−>s e t _ t e x t ( i n t 2 s t r i n g ( pop ) ) ;
}
}
void Master_LP : : f1_b2 ( ) {
i f ( ( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_b2 " ) )−>g e t _ t e x t ( ) ==" Enab le o t h e r v a l u e s f o r : " ) {
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_b2 " ) )−>s e t _ t e x t ( " D i s a b l e o t h e r v a l u e s f o r : " ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>e n a b l e ( t rue ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 3 " ) )−>e n a b l e ( t rue ) ;
} e l s e {
( ( CL_Button * ) gui_CM−>ge t_componen t ( " f1_b2 " ) )−>s e t _ t e x t ( " Enab le o t h e r v a l u e s f o r : " ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 2 " ) )−>e n a b l e ( f a l s e ) ;
( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 1 _ t 2 3 " ) )−>e n a b l e ( f a l s e ) ;
}
}
void Master_LP : : Se lec tMode ( i n t mode ) { s e l e c t M o d e =mode ; }
void Master_LP : : GraphMode ( i n t mode ) { graphMode=mode ; }
void Master_LP : : f4_pushGraph ( ) { g r a p h S t a c k . push_back ( o u t D a t a ) ; }
void Master_LP : : f4_popGraph ( ) { i f ( g r a p h S t a c k . s i z e ( ) >0) g r a p h S t a c k . pop_back ( ) ; }
void Master_LP : : f5_b1 ( )
{
s t d : : s t r i n g t s 1 , t s 2 , a t tFname , posFname , LPFname , outFname ;
double td1 , td2 , td3 , td4 , td5 , td6 , td7 , td8 , t d 9 ;
i n t tv1 , t v 2 ;
i n t year , month , day , hour , minu te ;
double second ;
A t t S t r u c t t A t t ;
P o s S t r u c t t P o s ;
L P D a t a S t r u c t tLPData ;
F i t f i t ;
double i o n I , e l I ;
Date t D a t e ;
bool a b o o l ;
MVector LPBoomAtt ;
s t d : : v e c t o r < P o s S t r u c t > pos ;
s t d : : v e c t o r < A t t S t r u c t > a t t ;
s t d : : v e c t o r < LPD a t aS t ru c t > LPData ;
s t d : : i f s t r e a m i n F i l e ( " d a t a P r e p a r a t i o n . t x t " ) ;
whi le ( i n F i l e >> t s 1 ) {
i n F i l e >> a t tFname ; i n F i l e >>posFname ; i n F i l e >>LPFname ;
i n F i l e >> t s 1 ; i n F i l e >>outFname ;
/ / l oa d a t t i t u d e
s t d : : i f s t r e a m i n F i l e 1 ( a t tFname . c _ s t r ( ) ) ;
a t t . c l e a r ( ) ;
t A t t . a t t . push_back ( MVector ( 0 , 0 , 0 ) ) ;
t A t t . a t t . push_back ( MVector ( 0 , 0 , 0 ) ) ;
t A t t . a t t . push_back ( MVector ( 0 , 0 , 0 ) ) ;
i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ;
i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ;
i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ;
whi le ( i n F i l e 1 >> t s 1 ) {
t A t t . d a t e . y e a r = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 0 , 4 ) ) ;
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t A t t . d a t e . month =0;
t A t t . d a t e . day= s t r i n g 2 i n t ( t s 1 . s u b s t r ( 5 , 3 ) ) ;
t A t t . d a t e . hour = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 9 , 2 ) ) ;
t A t t . d a t e . minu te = s t r i n g 2 i n t ( t s 1 . s u b s t r ( 1 2 , 2 ) ) ;
t A t t . d a t e . second = s t r i n g 2 d o u b l e ( t s 1 . s u b s t r ( 1 5 , 6 ) ) ;
i n F i l e 1 >> t d 1 ; i n F i l e 1 >> t d 2 ; i n F i l e 1 >> t d 3 ;
i n F i l e 1 >> t d 4 ; i n F i l e 1 >> t d 5 ; i n F i l e 1 >> t d 6 ;
i n F i l e 1 >> t d 7 ; i n F i l e 1 >> t d 8 ; i n F i l e 1 >> t d 9 ;
t A t t . a t t [ 0 ] = MVector ( td1 , td4 , t d 7 ) ;
t A t t . a t t [ 1 ] = MVector ( td2 , td5 , t d 8 ) ;
t A t t . a t t [ 2 ] = MVector ( td3 , td6 , t d 9 ) ;
i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ; i n F i l e 1 >> t s 1 ;
a t t . push_back ( t A t t ) ;
/ / s t d : : cou t < <".";
}
i n F i l e 1 . c l o s e ( ) ;
/ / l oad p o s i t i o n
s t d : : i f s t r e a m i n F i l e 2 ( posFname . c _ s t r ( ) ) ;
pos . c l e a r ( ) ;
f o r ( t v 1 =0; tv1 <41; t v 1 ++) { i f ( t v 1 ==8) i n F i l e 2 >> l e n g t h S c a l e ; e l s e i n F i l e 2 >> t s 1 ; }
whi le ( i n F i l e 2 >> t P o s . d a t e . y e a r ) {
t P o s . d a t e . month =0;
i n F i l e 2 >> t P o s . d a t e . day ;
i n F i l e 2 >> t P o s . d a t e . hour ;
i n F i l e 2 >> t P o s . d a t e . minu te ;
i n F i l e 2 >> t P o s . d a t e . second ;
i n F i l e 2 >> t d 1 ; i n F i l e 2 >> t d 2 ; i n F i l e 2 >> t d 3 ; i n F i l e 2 >> t d 4 ;
i n F i l e 2 >> t d 5 ; i n F i l e 2 >> t d 6 ; i n F i l e 2 >> t d 7 ; i n F i l e 2 >> t d 8 ;
t P o s . pos=MVector ( td1 , td2 , t d 3 ) ;
pos . push_back ( t P o s ) ;
/ / s t d : : cou t < <".";
}
i n F i l e 2 . c l o s e ( ) ;
/ / l oad LP da ta
s t d : : i f s t r e a m i n F i l e 3 ( LPFname . c _ s t r ( ) ) ;
LPData . c l e a r ( ) ;
tLPData .V. c l e a r ( ) ; tLPData . I . c l e a r ( ) ;
i n t i =0 ;
whi le ( i n F i l e 3 >> y e a r ) {
i n F i l e 3 >>month ; i n F i l e 3 >>day ; i n F i l e 3 >> hour ; i n F i l e 3 >> minu te ; i n F i l e 3 >> second ;
i n F i l e 3 >> t d 1 ; i n F i l e 3 >> t d 2 ;
i f ( i ==0) tLPData . d a t e =Date ( year , month , day , hour , minute , second ) ;
i f ( tLPData . d a t e != Date ( year , month , day , hour , minute , second ) ) { / / end o f s e t , s t a r t new s e t
s t d : : cou t <<" . " ;
i f ( tLPData .V[ 0 ] > 0 ) { / / sweep i s d e s c e n d i n g . f l i p i t .
s t d : : v e c t o r <double > tV , t I ;
f o r ( t v 1 = 0 ; ( unsigned i n t ) tv1 < tLPData .V. s i z e ( ) ; t v 1 ++) { tV . push_back ( tLPData .V[ t v 1 ] ) ; t I .
push_back ( tLPData . I [ t v 1 ] ) ; }
tLPData .V. c l e a r ( ) ; tLPData . I . c l e a r ( ) ;
f o r ( t v 1 = 1 ; ( unsigned i n t ) tv1 <=tV . s i z e ( ) ; t v 1 ++) { tLPData .V. push_back ( tV [ tV . s i z e ( )−t v 1 ] ) ;
tLPData . I . push_back ( t I [ tV . s i z e ( )−t v 1 ] ) ; }
}
tLPData . d a t e . day= tLPData . d a t e . mmdd2doy ( tLPData . d a t e ) ; tLPData . d a t e . month =0;
LPData . push_back ( tLPData ) ;
tLPData .V. c l e a r ( ) ; tLPData . I . c l e a r ( ) ;
i =0 ;
tLPData . d a t e =Date ( year , month , day , hour , minute , second ) ;
}
i ++;
tLPData .V. push_back ( t d 1 ) ; tLPData . I . push_back ( t d 2 ) ;
}
s t d : : cou t <<" . " ;
/ / push l a s t d a t a s e t i n t o LPData
i f ( tLPData .V[ 0 ] > 0 ) { / / sweep i s d e s c e n d i n g . f l i p i t .
s t d : : v e c t o r <double > tV , t I ;
f o r ( t v 1 = 0 ; ( unsigned i n t ) tv1 < tLPData .V. s i z e ( ) ; t v 1 ++) { tV . push_back ( tLPData .V[ t v 1 ] ) ; t I . push_back (
tLPData . I [ t v 1 ] ) ; }
tLPData .V. c l e a r ( ) ; tLPData . I . c l e a r ( ) ;
f o r ( t v 1 = 1 ; ( unsigned i n t ) tv1 <=tV . s i z e ( ) ; t v 1 ++) { tLPData .V. push_back ( tV [ tV . s i z e ( )−t v 1 ] ) ; tLPData . I .
push_back ( t I [ tV . s i z e ( )−t v 1 ] ) ; }
}
tLPData . d a t e . day= tLPData . d a t e . mmdd2doy ( tLPData . d a t e ) ; tLPData . d a t e . month =0;
LPData . push_back ( tLPData ) ;
s t d : : cou t <<" " <<( unsigned i n t ) LPData . s i z e ( ) <<" d a t a s e t s l o a d e d . "<< s t d : : e n d l ;
i n F i l e 3 . c l o s e ( ) ;
/ / s o r t da ta
f o r ( t v 1 = 0 ; ( unsigned i n t ) tv1 <LPData . s i z e ( ) ; t v 1 ++) {
a b o o l = t rue ; f o r ( t v 2 = 0 ; ( ( ( unsigned i n t ) tv2 < a t t . s i z e ( ) )&&(a b o o l ) ) ; t v 2 ++)
i f ( ( a b o o l )&&( a t t [ t v 2 ] . da t e >LPData [ t v 1 ] . d a t e ) ) {
LPData [ t v 1 ] . a t t = a t t [ t v 2 ] . a t t ; a b o o l = f a l s e ;
}
a b o o l = t rue ; f o r ( t v 2 = 0 ; ( ( ( unsigned i n t ) tv2 <pos . s i z e ( ) )&&(a b o o l ) ) ; t v 2 ++)
i f ( ( a b o o l )&&(pos [ t v 2 ] . da t e >LPData [ t v 1 ] . d a t e ) ) {
LPData [ t v 1 ] . pos=pos [ t v 2 ] . pos ; a b o o l = f a l s e ;
}
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s t d : : cout <<" . " ;
}
/ / c a l c u l a t e a n g l e be tween −z a x i s and sun , −x a x i s and sun , LP and sun
f o r ( t v 1 = 0 ; ( unsigned i n t ) tv1 <LPData . s i z e ( ) ; t v 1 ++) {
LPData [ t v 1 ] . mxaxisAngleSun =180 /3 .1415* acos ( ( LPData [ t v 1 ] . pos . n o r m a l i z e ( ) *−1) * ( LPData [ t v 1 ] . a t t [0]*−1) ) ;
LPData [ t v 1 ] . mzaxisAngleSun =180 /3 .1415* acos ( ( LPData [ t v 1 ] . pos . n o r m a l i z e ( ) *−1) * ( LPData [ t v 1 ] . a t t [2]*−1) ) ;
LPBoomAtt=LPData [ t v 1 ] . a t t [ 0 ] * LP . x+LPData [ t v 1 ] . a t t [ 1 ] * LP . y+LPData [ t v 1 ] . a t t [ 2 ] * LP . z ;
LPData [ t v 1 ] . LPAngleSun =180 /3 .1415* acos ( ( LPData [ t v 1 ] . pos . n o r m a l i z e ( ) *−1) * ( LPBoomAtt ) )
* ( ( LPData [ t v 1 ] . pos . n o r m a l i z e ( ) *−1) * ( LPBoomAtt ) >0?1:−1) ;
}
/ / o u t p u t
s t d : : o f s t r e a m o u t F i l e ( outFname . c _ s t r ( ) ) ;
/ / c o n n e c t a n g l e − i o n s a t . c u r r e n t − e l . s a t . c u r r e n t
f o r ( t v 1 = 0 ; ( unsigned i n t ) tv1 <LPData . s i z e ( ) ; t v 1 ++) {
f i t = n u m e r i c s . L i n e a r F i t (&LPData [ t v 1 ] . V,& LPData [ t v 1 ] . I , 0 , 1 0 0 ) ;
i o n I = f i t . a−30* f i t . b ;
f i t = n u m e r i c s . L i n e a r F i t (&LPData [ t v 1 ] . V,& LPData [ t v 1 ] . I , 2 0 0 , 2 5 0 ) ;
e l I = f i t . a +30* f i t . b ;
t D a t e =LPData [ t v 1 ] . d a t e . doy2mmdd ( LPData [ t v 1 ] . d a t e . year , LPData [ t v 1 ] . d a t e . day ) ;
o u t F i l e <<LPData [ t v 1 ] . d a t e . year <<" "<< t D a t e . month <<" "<< t D a t e . day <<" " ;
o u t F i l e <<LPData [ t v 1 ] . d a t e . hour <<" "<<LPData [ t v 1 ] . d a t e . minute <<" "<<LPData [ t v 1 ] . d a t e . second <<" " ;
o u t F i l e <<LPData [ t v 1 ] . mxaxisAngleSun <<" " ;
o u t F i l e <<LPData [ t v 1 ] . mzaxisAngleSun <<" " ;
o u t F i l e << i o n I <<" " ;
o u t F i l e << e l I <<" " ;
o u t F i l e <<LPData [ t v 1 ] . LPAngleSun <<" " ;
o u t F i l e << s t d : : e n d l ;
}
o u t F i l e . c l o s e ( ) ;
}
i n F i l e . c l o s e ( ) ;
}
void Master_LP : : f5_b2 ( )
{
unsigned i n t tv1 , t v 2 ;
i f ( a l l D a t a . s i z e ( ) ==0) re turn ; / / can no t r e a r r a n g e da ta i f t h e r e i s no da ta
/ / r e a r r a n g e t h e da ta f o r mat lab p l o t t i n g
/ / i t i s assumed t h a t a l l d a t a s e t s have t h e same V range
s t d : : o f s t r e a m o u t F i l e ( ( " d a t a / " + ( ( CL_InputBox *) gui_CM−>ge t_componen t ( " f 2 _ i b 2 1 " ) )−>g e t _ t e x t ( ) +" . t x t " ) . c _ s t r ( ) ) ;
/ / ** t h i s i s n ’ t monkeyproof . . . l o a d i n g LP data , chang ing t h e i n p u t b o x w i t h t h e f i l e n a m e o f LP da ta t o load ,
/ / and t h e n u s i n g t h i s w i t h o u t l o a d i n g t h e new LP da ta w i l l r e s u l t i n t h e f i l e ha v i ng t h e wrong name .
/ / But why would anyone do t h a t . . . ^ _ ^ ;
o u t F i l e <<0<<" " ;
f o r ( t v 1 =0; tv1 < a l l D a t a [ 0 ] . V. s i z e ( ) ; t v 1 ++) {
o u t F i l e << a l l D a t a [ 0 ] . V[ t v 1 ]<< " " ;
}
o u t F i l e << s t d : : e n d l ;
f o r ( t v 1 =0; tv1 < a l l D a t a . s i z e ( ) ; t v 1 ++) {
o u t F i l e << a l l D a t a [ t v 1 ] . d a t e . mmdd2doy ( a l l D a t a [ t v 1 ] . d a t e ) + a l l D a t a [ t v 1 ] . d a t e . hour / 2 4 . 0 + a l l D a t a [ t v 1 ] . d a t e . minu te
/ ( 2 4 . 0 * 6 0 ) + a l l D a t a [ t v 1 ] . d a t e . second / ( 2 4 . 0 * 6 0 * 6 0 ) <<" " ;
f o r ( t v 2 =0; tv2 < a l l D a t a [ t v 1 ] . I _ t o t . s i z e ( ) ; t v 2 ++) {
o u t F i l e << a l l D a t a [ t v 1 ] . I _ t o t [ t v 2 ]<< " " ;
}
o u t F i l e << s t d : : e n d l ;
}
o u t F i l e . c l o s e ( ) ;
}
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D.1.2 Model.h & Model.cpp
Model manages the LP equations.
Listing 3: Model.h
#pragma once
# i n c l u d e " In Da ta . h "
# i n c l u d e " OutData . h "
# i n c l u d e " U n i t s . h "
# i n c l u d e " Math . h "
# i n c l u d e < f s t r e a m >
# i n c l u d e < i o s t r e a m >
# i n c l u d e " Numerics . h "
c l a s s Model
{
p u b l i c :
Model ( ) ;
v i r t u a l ~Model ( ) ;
OutData P r o c e s s ( c o n s t I nD a t a * inData , i n t e q S e t ) ;
double e r f ( double x ) ;
bool debugMode ;
s t d : : o f s t r e a m * u t f i l ;
double f ( c o n s t I nD a t a * inData , s t d : : s t r i n g eqToUse ) ; / / g e n e r a l e q u a t i o n f o r n o n l i n e a r l e a s t s q u a r e s f i t t i n g
p r i v a t e :
double EqSet1_Eq3_2 ( c o n s t I n D a t a * inData , i n t p ) ;
double EqSet1_Eq3_3 ( c o n s t I n D a t a * inData , i n t p ) ;
double EqSet1_Eq3_4 ( c o n s t I nD a t a * inData , i n t p ) ;
double EqSet1_Eq3_7 ( c o n s t I nD a t a * inData , i n t p ) ;
double EqSet1_Eq3_8 ( c o n s t I nD a t a * inData , i n t p ) ;
double EqSet1_Eq3_9 ( c o n s t I nD a t a * inData , i n t p ) ;
double EqSet1_Eq3_13 ( c o n s t I nD a t a * inData , i n t p ) ;
double EqSet1_Eq3_14 ( c o n s t I n D a t a * inData , i n t p ) ;
double EqSet3_Eq6 ( c o n s t I n D a t a * inData , i n t p ) ;
double EqSet3_Eq6_m1 ( c o n s t I nD a t a * inData , i n t p ) ;
double e r f _ i n t e g r a l _ s i m p s o n s ( double a , double b , i n t n ) ;
} ;
Listing 4: Model.cpp
# i n c l u d e " Model . h "
Model : : Model ( )
{
debugMode= f a l s e ;
}
Model : : ~ Model ( )
{
}
OutData Model : : P r o c e s s ( c o n s t I nD a t a * inData , i n t e q S e t )
{
OutData o u t D a t a ;
EqInfo e q I n f o ;
i n t t v 1 ;
e q I n f o . Pp= inData−>Pp ;
/ / P h o t o e l e c t r o n c u r r e n t , assuming p h o t o e l e c t r o n s have t e m p e r a t u r e 1 eV
double p h o t o E l C u r r e n t =( inData−>Pp−i nDa ta−>Ppl <0? inData−>PhEl : inData−>PhEl *(1−( inData−>Ppl−i nDa ta−>Pp ) ) * exp ( inData−>Ppl−
i nDa ta−>Pp ) ) ;
i f ( ! ( ( e q S e t ==1) | | ( e q S e t ==3) ) ) e q S e t =1 ;
f o r ( i n t p =0; p <6; p ++) i f ( inData−>pop [ p ] . n >0) {
i f ( ( e q S e t ==1) | | ( e q S e t ==3) ) {
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I nD a t a i n D a t a _ =* i n D a t a ;
i f ( inData−>pop [ p ] . a l t V a l u e s ) { i n D a t a _ . Pp l = inData−>pop [ p ] . Pp l ; i n D a t a _ . vp= inData−>pop [ p ] . vp ; }
/ / **: t o s y n c h r o n i z e w i t h o t h e r models , Pp must be i n r e l a t i o n t o s / c , n o t Ppl
i n D a t a _ . Pp−=i n D a t a _ . Pp l ;
double a l p h a = s q r t (2* U n i t s : : k* inData−>pop [ p ] . T / inData−>pop [ p ] .m) ; / / t h e r m a l v e l o c i t y
double debyeL= s q r t ( U n i t s : : e p s i l o n _ 0 * U n i t s : : k* inData−>pop [ p ] . T / ( inData−>pop [ p ] . n*pow ( U n i t s : : cha rge , 2 ) ) ) ;
/ / debye l e n g t h
double s h e a t h L =0.83* debyeL *pow ( inData−>rp / debyeL , 1 . 0 / 3 ) *pow ( dAbs ( i n D a t a _ . Pp ) * U n i t s : : c h a r g e / ( U n i t s : : k*
inData−>pop [ p ] . T ) , 0 . 5 ) ; / / Eq 3 . 6
i f ( debugMode ) (* u t f i l ) <<" Debye l e n g t h : "<<debyeL << s t d : : e n d l ;
i f ( debugMode ) (* u t f i l ) <<" Sh ea t h s i z e : "<< shea thL << s t d : : e n d l ;
/ / make d e c i s i o n abou t which e q u a t i o n t o use
/ / i o n or e l e c t r o n ?
bool i o n =( inData−>pop [ p ] . c >0? t rue : f a l s e ) ;
i f ( debugMode ) (* u t f i l ) <<( i o n ? " Ion " : " E l e c t r o n " ) ;
/ / d e t e r m i n e i f probe a t t r a c t s or r e p e l s
bool a t t r a c t i v e =( inData−>pop [ p ] . c * i n D a t a _ . Pp >0? f a l s e : t rue ) ;
i f ( debugMode ) (* u t f i l ) <<( a t t r a c t i v e ? " i n a t t r a c t i v e p o t e n t i a l . " : " i n r e p u l s i v e p o t e n t i a l . " ) << s t d : : e n d l ;
/ / compare t h e r m a l v e l o c i t y t o s / c v e l o c i t y
bool p r o b e A t R e s t =( inData−>vp / a lpha <0 .1? t rue : f a l s e ) ;
i f ( debugMode ) (* u t f i l ) <<( p r o b e A t R e s t ? " Large t h e r m a l mot ion . " : "Non−l a r g e t h e r m a l mot ion . " ) ;
/ / compare s h e a t h s i z e t o r a d i u s o f probe
i n t s h e a t h s i z e V S p r o b e s i z e =( s h e a t h L / inData−>rp < 0 . 1 ? 0 : ( s h e a t h L / inData−>rp < 2 ? 1 : 2 ) ) ;
i f ( debugMode ) (* u t f i l ) <<( s h e a t h s i z e V S p r o b e s i z e ==0? " Large body " : ( s h e a t h s i z e V S p r o b e s i z e ==1? " I n t e r m e d i a t e
body " : " Smal l body " ) ) << s t d : : e n d l ;
/ / ( 2−s m a l l body 1− i n t e r m e d i a t e body 0−l a r g e body )
i f ( ( i o n )&&(e q S e t ==3) ) {
/ / i f ( debugMode ) (* u t f i l ) <<"Using Eq 3.8" < < s t d : : e n d l ;
/ / ou tData . I_ [ p]= EqSet1_Eq3_8 (& inData_ , p ) ; e q I n f o . name="Eq 3 . 8 " ;
o u t D a t a . I_ [ p ]= EqSet3_Eq6(& inData_ , p ) ; e q I n f o . name=" Eq 6 " ;
} e l s e {
/ / **: p h i ( inData . . . Pp ) i n E qs e t1 i s magn i tude ( n o t s i g n e d )
i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ;
i f ( a t t r a c t i v e ) {
i f ( p r o b e A t R e s t ) {
i f ( s h e a t h s i z e V S p r o b e s i z e ==0) {
i f ( debugMode ) (* u t f i l ) <<" Using Eq 3 . 7 "<< s t d : : e n d l ;
o u t D a t a . I_ [ p ]= EqSet1_Eq3_7(& inData_ , p ) ; e q I n f o . name=" Eq 3 . 7 " ;
}
i f ( s h e a t h s i z e V S p r o b e s i z e ==1) {
i f ( debugMode ) (* u t f i l ) <<" Using Eq 3 . 4 "<< s t d : : e n d l ;
o u t D a t a . I_ [ p ]= EqSet1_Eq3_4(& inData_ , p ) ; e q I n f o . name=" Eq 3 . 4 " ;
}
i f ( s h e a t h s i z e V S p r o b e s i z e ==2) {
i f ( debugMode ) (* u t f i l ) <<" Using Eq 3 . 3 "<< s t d : : e n d l ;
o u t D a t a . I_ [ p ]= EqSet1_Eq3_3(& inData_ , p ) ; e q I n f o . name=" Eq 3 . 3 " ;
}
} e l s e {
i f ( s h e a t h s i z e V S p r o b e s i z e ==0) {
i f ( debugMode ) (* u t f i l ) <<" Using Eq 3 . 1 3 "<< s t d : : e n d l ;
o u t D a t a . I_ [ p ]= EqSet1_Eq3_13(& inData_ , p ) ; e q I n f o . name=" Eq 3 . 1 3 " ;
}
i f ( s h e a t h s i z e V S p r o b e s i z e ==1) {
i f ( debugMode ) (* u t f i l ) <<" U n c e r t a i n i f i t works c o r r e c t l y , b u t u s i n g Eq
3 . 1 4 "<< s t d : : e n d l ;
o u t D a t a . I_ [ p ]= EqSet1_Eq3_14(& inData_ , p ) ; e q I n f o . name=" Eq 3 . 1 4 " ;
}
i f ( s h e a t h s i z e V S p r o b e s i z e ==2) {
i f ( debugMode ) (* u t f i l ) <<" Using Eq 3 . 1 4 "<< s t d : : e n d l ;
o u t D a t a . I_ [ p ]= EqSet1_Eq3_14(& inData_ , p ) ; e q I n f o . name=" Eq 3 . 1 4 " ;
}
}
} e l s e {
i f ( p r o b e A t R e s t ) {
i f ( debugMode ) (* u t f i l ) <<" Using Eq 3 . 2 "<< s t d : : e n d l ;
o u t D a t a . I_ [ p ]= EqSet1_Eq3_2(& inData_ , p ) ; e q I n f o . name=" Eq 3 . 2 " ;
} e l s e {
i f ( debugMode ) (* u t f i l ) <<" Using Eq 3 . 9 "<< s t d : : e n d l ;
o u t D a t a . I_ [ p ]= EqSet1_Eq3_9(& inData_ , p ) ; e q I n f o . name=" Eq 3 . 9 " ;
}
}
}
i f ( debugMode ) (* u t f i l ) <<" C u r r e n t from p o p u l a t i o n "<<p<<" : "<< o u t D a t a . I_ [ p]<< s t d : : e n d l ;
}
o u t D a t a . e q I n f o [ p ] . push_back ( e q I n f o ) ;
} e l s e o u t D a t a . I_ [ p ] = 0 ;
o u t D a t a . I = 0 ;
f o r ( t v 1 =0; tv1 <6; t v 1 ++) o u t D a t a . I +=( inData−>pop [ t v 1 ] . c <0? o u t D a t a . I_ [ t v 1 ]:− o u t D a t a . I_ [ t v 1 ] ) ;
o u t D a t a . I−=p h o t o E l C u r r e n t ;
re turn o u t D a t a ;
}
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/ /−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
/ / e q u a t i o n s from
/ / " The E q u i l i b r i u m e l e c t r i c p o t e n t i a l o f a body i n t h e upper
/ / a tmosphere and i n i n t e r p l a n e t a r y space "
/ / by E . C . Whipple , J r .
/ /−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
double Model : : EqSet1_Eq3_2 ( c o n s t I nD a t a * inData , i n t p )
{
/ / Eq 3 . 2
/ /
/ / body a t r e s t , r e p u l s i v e f i e l d
double a l p h a = s q r t (2* U n i t s : : k* inData−>pop [ p ] . T / inData−>pop [ p ] .m) ; / / t h e r m a l v e l o c i t y
double A=4* U n i t s : : p i *pow ( inData−>rp , 2 ) ; / / s p h e r i c a l probe
re turn ( inData−>pop [ p ] . n* U n i t s : : c h a r g e * a l p h a *A/ ( 2 * s q r t ( U n i t s : : p i ) ) )
/ / * exp ( inData−>Pp* U n i t s : : charge / ( U n i t s : : k * inData−>pop [ p ] . T ) ) ;
/ / b u t Pp i s t h e a b s o l u t e va lue , and f o r a r e p u l s i v e f i e l d we ’ d e x p e c t l e s s I w i t h i n c r e a s i n g Pp , so :
* exp(− i nDa ta−>Pp* U n i t s : : c h a r g e / ( U n i t s : : k* inData−>pop [ p ] . T ) ) ;
/ / e i t h e r I ’ ve mis read someth ing , or whe ther Pp i s t h e a b s o l u t e v a l u e or n o t changes from eq t o eq
}
double Model : : EqSet1_Eq3_3 ( c o n s t I nD a t a * inData , i n t p )
{
/ / Eq 3 . 3
/ /
/ / body a t r e s t , a t t r a c t i v e f i e l d , s m a l l body
double a l p h a = s q r t (2* U n i t s : : k* inData−>pop [ p ] . T / inData−>pop [ p ] .m) ; / / t h e r m a l v e l o c i t y
double A=4* U n i t s : : p i *pow ( inData−>rp , 2 ) ; / / s p h e r i c a l probe
re turn ( inData−>pop [ p ] . n* U n i t s : : c h a r g e * a l p h a *A/ ( 2 * s q r t ( U n i t s : : p i ) ) )
* ( 1 + ( inData−>Pp* U n i t s : : c h a r g e / ( U n i t s : : k* inData−>pop [ p ] . T ) ) ) ;
}
double Model : : EqSet1_Eq3_4 ( c o n s t I nD a t a * inData , i n t p )
{
/ / Eq 3 . 4
/ /
/ / body a t r e s t , a t t r a c t i v e f i e l d , i n t e r m e d i a t e body
double a l p h a = s q r t (2* U n i t s : : k* inData−>pop [ p ] . T / inData−>pop [ p ] .m) ; / / t h e r m a l v e l o c i t y
double debyeL= s q r t ( U n i t s : : e p s i l o n _ 0 * U n i t s : : k* inData−>pop [ p ] . T / ( inData−>pop [ p ] . n*pow ( U n i t s : : cha rge , 2 ) ) ) ; / / debye l e n g t h
double t =0 .83* debyeL *pow ( inData−>rp / debyeL , 1 . 0 / 3 ) *pow ( inData−>Pp* U n i t s : : c h a r g e / ( U n i t s : : k* inData−>pop [ p ] . T ) , 0 . 5 ) ; / / Eq
3 . 6
double a= inData−>rp + t ; / / Eq 3 . 5
re turn ( inData−>pop [ p ] . n* U n i t s : : c h a r g e * a l p h a / ( 2 * s q r t ( U n i t s : : p i ) ) )
* (4* U n i t s : : p i *pow ( a , 2 ) )
* ( 1
−((pow ( a , 2 )−pow ( inData−>rp , 2 ) ) / pow ( a , 2 ) )
* exp(−pow ( inData−>rp , 2 ) * ( inData−>Pp* U n i t s : : c h a r g e / ( U n i t s : : k* inData−>pop [ p ] . T ) ) * ( pow ( a , 2 )−pow (
inData−>rp , 2 ) )
)
) ;
}
double Model : : EqSet1_Eq3_7 ( c o n s t I n D a t a * inData , i n t p )
{
/ / Eq 3 . 7
/ /
/ / body a t r e s t , a t t r a c t i v e f i e l d , l a r g e body
double a l p h a = s q r t (2* U n i t s : : k* inData−>pop [ p ] . T / inData−>pop [ p ] .m) ; / / t h e r m a l v e l o c i t y
double debyeL= s q r t ( U n i t s : : e p s i l o n _ 0 * U n i t s : : k* inData−>pop [ p ] . T / ( inData−>pop [ p ] . n*pow ( U n i t s : : cha rge , 2 ) ) ) ; / / debye l e n g t h
double t =0 .83* debyeL *pow ( inData−>rp / debyeL , 1 . 0 / 3 ) *pow ( inData−>Pp* U n i t s : : c h a r g e / ( U n i t s : : k* inData−>pop [ p ] . T ) , 0 . 5 ) ; / / Eq
3 . 6
re turn ( inData−>pop [ p ] . n* U n i t s : : c h a r g e * a l p h a / ( 2 * s q r t ( U n i t s : : p i ) ) )
* (4* U n i t s : : p i *pow ( inData−>rp , 2 ) )
*(1+2* t / inData−>rp ) ;
}
double Model : : EqSet1_Eq3_8 ( c o n s t I nD a t a * inData , i n t p )
{
/ / Eq 3 . 8
/ /
/ / a p p r o x i m a t i o n t o i o n ram c u r r e n t
re turn U n i t s : : p i *pow ( inData−>rp , 2 ) * inData−>pop [ p ] . n* U n i t s : : c h a r g e * inData−>vp
*( 1 − (2* inData−>Pp* U n i t s : : c h a r g e / ( inData−>pop [ p ] .m*pow ( inData−>vp , 2 ) ) ) ) ;
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}double Model : : EqSet1_Eq3_9 ( c o n s t I nD a t a * inData , i n t p )
{
/ / Eq 3 . 9
/ /
/ / body moving , r e p u l s i v e f i e l d
double a l p h a = s q r t (2* U n i t s : : k* inData−>pop [ p ] . T / inData−>pop [ p ] .m) ; / / t h e r m a l v e l o c i t y
double v i = s q r t (2* U n i t s : : c h a r g e * inData−>Pp / inData−>pop [ p ] .m) ; / / e x t r a v e l o c i t y due t o f a l l t h r o u g h p o t e n t i a l
re turn ( U n i t s : : p i *pow ( inData−>rp , 2 ) / 2 )
* inData−>pop [ p ] . n* U n i t s : : c h a r g e * inData−>vp
*(
( 1 + ( pow ( a lpha , 2 ) / ( 2 * inData−>vp* inData−>vp ) )−(pow ( vi , 2 ) / pow ( inData−>vp , 2 ) ) )
* ( e r f ( ( inData−>vp+ v i ) / a l p h a ) + e r f ( ( inData−>vp−v i ) / a l p h a ) )
+( a l p h a / ( s q r t ( U n i t s : : p i ) * inData−>vp ) ) * (
( v i / inData−>vp +1) * exp(−pow ( ( inData−>vp−v i ) / a lpha , 2 ) )
−(v i / inData−>vp−1)* exp(−pow ( ( inData−>vp+ v i ) / a lpha , 2 ) )
)
) ;
}
double Model : : EqSet1_Eq3_13 ( c o n s t I n D a t a * inData , i n t p )
{
/ / Eq 3 . 1 3
/ /
/ / body moving , a t t r a c t i v e f i e l d , l a r g e body
double a l p h a = s q r t (2* U n i t s : : k* inData−>pop [ p ] . T / inData−>pop [ p ] .m) ; / / t h e r m a l v e l o c i t y
double debyeL= s q r t ( U n i t s : : e p s i l o n _ 0 * U n i t s : : k* inData−>pop [ p ] . T / ( inData−>pop [ p ] . n*pow ( U n i t s : : cha rge , 2 ) ) ) ; / / debye l e n g t h
double t =0 .83* debyeL *pow ( inData−>rp / debyeL , 1 . 0 / 3 ) *pow ( inData−>Pp* U n i t s : : c h a r g e / ( U n i t s : : k* inData−>pop [ p ] . T ) , 0 . 5 ) ; / / Eq
3 . 6
double a= inData−>rp + t ; / / Eq 3 . 5
re turn U n i t s : : p i *pow ( a , 2 ) * inData−>pop [ p ] . n* U n i t s : : c h a r g e * inData−>vp
*(
( 1 + ( pow ( a lpha , 2 ) / ( 2 * pow ( inData−>vp , 2 ) ) ) ) * e r f ( inData−>vp / a l p h a )
+( a l p h a / ( s q r t ( U n i t s : : p i ) * inData−>vp ) ) * exp(−pow ( inData−>vp / a lpha , 2 ) )
) ;
}
double Model : : EqSet1_Eq3_14 ( c o n s t I n D a t a * inData , i n t p )
{
/ / [ Eq 3 . 1 4
/ /
/ / body moving , a t t r a c t i v e f i e l d , s m a l l body
double a l p h a = s q r t (2* U n i t s : : k* inData−>pop [ p ] . T / inData−>pop [ p ] .m) ; / / t h e r m a l v e l o c i t y
re turn i nDa ta−>pop [ p ] . n* U n i t s : : c h a r g e * a l p h a * s q r t ( U n i t s : : p i ) *pow ( inData−>rp , 2 )
* ( ( s q r t ( U n i t s : : p i ) * a l p h a / inData−>vp )
* e r f ( inData−>vp / a l p h a )
* ( ( inData−>Pp* U n i t s : : c h a r g e / ( U n i t s : : k* inData−>pop [ p ] . T ) )
+(pow ( inData−>vp , 2 ) / pow ( a lpha , 2 ) ) + 0 . 5
)
+exp(−pow ( inData−>vp / a lpha , 2 ) )
) ;
}
/ /−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
/ / e q u a t i o n s from
/ / " I o n o s p h e r i c t e m p e r a t u r e and d e n s i t y measurements by
/ / means o f s p h e r i c a l do u b l e pr ob e s "
/ / by U. Fahleson , C .G. Fälthammar , A . Pedersen
/ / 1974
/ /−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
double Model : : EqSet3_Eq6 ( c o n s t I n D a t a * inData , i n t p )
{
double A=4* U n i t s : : p i *pow ( inData−>rp , 2 ) ;
double I i 0 =A* inData−>pop [ p ] . n* U n i t s : : c h a r g e * s q r t ( ( U n i t s : : k* inData−>pop [ p ] . T ) / ( 2 * U n i t s : : p i * inData−>pop [ p ] .m) + pow (
inData−>vp , 2 ) / 1 6 ) ;
double Ui= inData−>pop [ p ] .m/ ( 2 * U n i t s : : c h a r g e ) *(8* U n i t s : : k* inData−>pop [ p ] . T / ( U n i t s : : p i * inData−>pop [ p ] .m) +pow ( inData−>vp
, 2 ) ) ;
double W=0; / / " work f u n c t i o n o f t h e probe e x p r e s s e d i n v o l t s "
re turn I i 0 * ( 1 + ( inData−>Ppl−i nDa ta−>Pp+W) / Ui ) ;
}
/ / m o d i f i e d , u s i n g T i e f f
double Model : : EqSet3_Eq6_m1 ( c o n s t I nD a t a * inData , i n t p )
{
double A=4* U n i t s : : p i *pow ( inData−>rp , 2 ) ;
double I i 0 =A* inData−>pop [ p ] . n* U n i t s : : c h a r g e * s q r t ( ( 1 / ( 8 * inData−>pop [ p ] .m) ) *(4* U n i t s : : k / U n i t s : : p i ) * inData−>pop [ p ] . T ) ;
double Ui = ( 1 / U n i t s : : c h a r g e ) *(4* U n i t s : : k / U n i t s : : p i ) * inData−>pop [ p ] . T ;
double W=0; / / " work f u n c t i o n o f t h e probe e x p r e s s e d i n v o l t s "
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re turn I i 0 * ( 1 + ( inData−>Ppl−i nDa ta−>Pp+W) / Ui ) ;
}
/ / o t h e r s t u f f . . .
double Model : : e r f ( double x )
{
re turn 2 / s q r t ( U n i t s : : p i ) * e r f _ i n t e g r a l _ s i m p s o n s ( 0 , x , 1 0 0 0 0 ) ;
/ / 2 / s q r t ( p i ) * / i n t _ 0 ^ x e^{−u ^2} du
}
double Model : : e r f _ i n t e g r a l _ s i m p s o n s ( double a , double b , i n t n )
{
double sum =0;
double f a =exp(−a * a ) , fb =exp(−b*b ) , x , s t e p =( b−a ) / n ;
i n t i ;
f o r ( i =1 ; i <n ; i ++) { x=a+ i * s t e p ; sum+=exp(−x*x ) * ( i %2?4:2) ; }
sum =( sum+ f a + fb ) * s t e p / 3 ;
re turn sum ;
}
/ / Some n o t e s :
/ / f u n c t i o n p o i n t e r d e c l a r a t i o n : dou b l e (* f ) ( double , s t d : : v e c t o r <double > , i n t )
/ / pas s f u n c t i o n name : Noe ( f ) ;
/ / l a t e r usage : hmm=(* f ) ( td , tV , t i ) ;
double Model : : f ( c o n s t I nD a t a * inData , s t d : : s t r i n g eqToUse ) / / g e n e r a l e q u a t i o n f o r n o n l i n e a r l e a s t s q u a r e s f i t t i n g
{
I nD a t a i n D a t a _ =* i n D a t a ;
/ / P h o t o e l e c t r o n c u r r e n t , assuming p h o t o e l e c t r o n s have t e m p e r a t u r e 1 eV
double p h o t o E l C u r r e n t =( inData−>Pp−i nDa ta−>Ppl <0? inData−>PhEl : inData−>PhEl *(1−( inData−>Ppl−i nDa ta−>Pp ) ) * exp ( inData−>Ppl−
i nDa ta−>Pp ) ) ;
i f ( eqToUse==" 3 . 2 , 6 _3 . 3 , 6 " ) {
double t d =0 ;
i f ( inData−>Pp−i nDa ta−>Ppl <0) {
td−=EqSet3_Eq6(& inData_ , 1 ) ;
i n D a t a _ . Pp−=i n D a t a _ . Pp l ; i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ;
t d +=EqSet1_Eq3_2(& inData_ , 0 ) ;
td−=p h o t o E l C u r r e n t ;
re turn t d ;
} e l s e {
td−=EqSet3_Eq6(& inData_ , 1 ) ;
i n D a t a _ . Pp−=i n D a t a _ . Pp l ; i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ;
t d +=EqSet1_Eq3_3(& inData_ , 0 ) ;
td−=p h o t o E l C u r r e n t ;
re turn t d ;
}
}
i f ( eqToUse==" 3 . 2 , 6 m_3 . 3 , 6m" ) {
double t d =0 ;
i f ( inData−>Pp−i nDa ta−>Ppl <0) {
td−=EqSet3_Eq6_m1(& inData_ , 1 ) ;
i n D a t a _ . Pp−=i n D a t a _ . Pp l ; i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ;
t d +=EqSet1_Eq3_2(& inData_ , 0 ) ;
td−=p h o t o E l C u r r e n t ;
re turn t d ;
} e l s e {
td−=EqSet3_Eq6_m1(& inData_ , 1 ) ;
i n D a t a _ . Pp−=i n D a t a _ . Pp l ; i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ;
t d +=EqSet1_Eq3_3(& inData_ , 0 ) ;
td−=p h o t o E l C u r r e n t ;
re turn t d ;
}
}
i f ( eqToUse==" 3 . 2 , 6 _3 . 3 , 6 _2e " ) {
double t d =0 , t d d ;
t d d = i n D a t a _ . Pp ;
td−=EqSet3_Eq6(& inData_ , 1 ) ;
i f ( inData−>pop [ 0 ] . a l t V a l u e s ) i n D a t a _ . Pp= tdd−i nDa ta−>pop [ 0 ] . Pp l ; e l s e i n D a t a _ . Pp= tdd−i n D a t a _ . Pp l ;
i f ( i n D a t a _ . Pp <0) { i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ; t d +=EqSet1_Eq3_2(& inData_ , 0 ) ; }
e l s e { i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ; t d +=EqSet1_Eq3_3(& inData_ , 0 ) ; }
i f ( inData−>pop [ 2 ] . a l t V a l u e s ) i n D a t a _ . Pp= tdd−i nDa ta−>pop [ 2 ] . Pp l ; e l s e i n D a t a _ . Pp= tdd−i n D a t a _ . Pp l ;
i f ( i n D a t a _ . Pp <0) { i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ; t d +=EqSet1_Eq3_2(& inData_ , 2 ) ; }
e l s e { i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ; t d +=EqSet1_Eq3_3(& inData_ , 2 ) ; }
td−=p h o t o E l C u r r e n t ;
re turn t d ;
}
i f ( eqToUse==" 3 . 2 , 6 _3 . 3 , 6 _ 2 i " ) {
double t d =0 , t d d ;
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t d d = i n D a t a _ . vp ;
i f ( inData−>Pp−i nDa ta−>Ppl <0) {
i f ( inData−>pop [ 1 ] . a l t V a l u e s ) i n D a t a _ . vp= inData−>pop [ 1 ] . vp ; e l s e i n D a t a _ . vp= t d d ;
td−=EqSet3_Eq6(& inData_ , 1 ) ;
i f ( inData−>pop [ 2 ] . a l t V a l u e s ) i n D a t a _ . vp= inData−>pop [ 2 ] . vp ; e l s e i n D a t a _ . vp= t d d ;
td−=EqSet3_Eq6(& inData_ , 2 ) ;
i n D a t a _ . Pp−=i n D a t a _ . Pp l ; i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ;
t d +=EqSet1_Eq3_2(& inData_ , 0 ) ;
td−=p h o t o E l C u r r e n t ;
re turn t d ;
} e l s e {
i f ( inData−>pop [ 1 ] . a l t V a l u e s ) i n D a t a _ . vp= inData−>pop [ 1 ] . vp ; e l s e i n D a t a _ . vp= t d d ;
td−=EqSet3_Eq6(& inData_ , 1 ) ;
i f ( inData−>pop [ 2 ] . a l t V a l u e s ) i n D a t a _ . vp= inData−>pop [ 2 ] . vp ; e l s e i n D a t a _ . vp= t d d ;
td−=EqSet3_Eq6(& inData_ , 2 ) ;
i n D a t a _ . Pp−=i n D a t a _ . Pp l ; i n D a t a _ . Pp=dAbs ( i n D a t a _ . Pp ) ;
t d +=EqSet1_Eq3_3(& inData_ , 0 ) ;
td−=p h o t o E l C u r r e n t ;
re turn t d ;
}
}
i f ( eqToUse==" a l l " ) {
OutData t O u t D a t a = P r o c e s s ( inData , 1 ) ;
re turn t O u t D a t a . I ;
}
re turn 0 ;
}
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D.1.3 InData.h & InData.cpp
InData holds data to be fed to the LP/model.
Listing 5: InData.h
#pragma once
# i n c l u d e < v e c t o r >
# i n c l u d e < s t r i n g >
s t r u c t P o p u l a t i o n {
double n ; / / d e n s i t y
double T ; / / t e m p e r a t u r e
double m; / / mass
double c ; / / charge
s t d : : s t r i n g TUnit , mUnit ;
bool a l t V a l u e s ; / / *** ? a l t e r n a t i v e vp , Ppl f o r t h i s p o p u l a t i o n
double vp ;
double Ppl ;
} ;
c l a s s I nD a t a
{
p u b l i c :
I nD a t a ( ) ;
v i r t u a l ~ I nD a t a ( ) ;
P o p u l a t i o n pop [ 6 ] ;
double Pp ; / / probe P o t e n t i a l
double rp ; / / probe r a d i u s
double vp ; / / probe speed r e l a t i v e t o plasma
double Ppl ; / / p lasma P o t e n t i a l
double PhEl ; / / pho to e l e c t r o n c u r r e n t ( magn i tude a t n e g a t i v e p o t e n t i a l s )
/ / a lpha : 1 / 2 m alpha ^2 = kT
} ;
Listing 6: InData.cpp
# i n c l u d e " In Da ta . h "
In D a t a : : I n Da ta ( )
{
}
I nD a t a : : ~ In Da ta ( )
{
}
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D.1.4 OutData.h & OutData.cpp
OutData holds data coming from the LP/model.
Listing 7: OutData.h
#pragma once
# i n c l u d e < v e c t o r >
# i n c l u d e < s t r i n g >
# i n c l u d e " Date . h "
# i n c l u d e " MVector . h "
s t r u c t EqInfo {
double Pp ; / / probe p o t e n t i a l
s t d : : s t r i n g name ; / / e q u a t i o n i d
} ;
c l a s s OutData
{
p u b l i c :
OutData ( ) ;
v i r t u a l ~ OutData ( ) ;
/ / f rom s i m u l a t i o n s
double I_ [ 6 ] ; / / c u r r e n t from one p o p u l a t i o n
double I ; / / t o t a l c u r r e n t
s t d : : v e c t o r <EqInfo > e q I n f o [ 6 ] ;
/ / f rom s i m u l a t i o n s / l o ad ed from f i l e t o a n a l y z e
s t d : : v e c t o r <double > V, I_0 , I_1 , I _ t o t ;
double minI , maxI , minV , maxV ;
i n t p o i n t s ;
Date d a t e ;
/ / e x t r a i n f o
double PhEl ; / / a s s i g n e d a v a l u e w h i l e f i t t i n g , used when p l o t t i n g t h e r e s u l t
/ / o p t i o n a l i n f o
double mxaxisAngleSun , mzaxisAngleSun ; / / s p a c e c r a f t a t t i t u d e
double R_S ; / / s p a c e c r a f t d i s t a n c e from S a t u r n
MVector scPos , scVe l ; / / s p a c e c r a f t p o s i t i o n and v e l o c i t y
} ;
Listing 8: OutData.cpp
# i n c l u d e " OutData . h "
OutData : : OutData ( )
{
PhEl=−1;
}
OutData : : ~ OutData ( )
{
}
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D.1.5 gui.xml
gui.xml defines the layout of the GUI.
Listing 9: gui.xml
< r e s o u r c e s >
<components name=" mainMenu ">
<frame name=" f0 " x=" 0 " y=" 500 " wid th =" 800 " h e i g h t =" 100 " v i s i b l e =" t r u e " >
<components >
< b u t t o n name=" f0_b1 " x=" 10 " y=" 40 " h e i g h t =" 20 " wid th =" 120 " t e x t =" O p t i o n s & Hotkey i n f o " / >
< b u t t o n name=" f0_b2 " x=" 140 " y=" 40 " h e i g h t =" 20 " wid th =" 120 " t e x t =" S i m u l a t i o n " / >
< b u t t o n name=" f0_b3 " x=" 270 " y=" 40 " h e i g h t =" 20 " wid th =" 120 " t e x t =" A n a l y s i s " / >
< b u t t o n name=" f0_b4 " x=" 400 " y=" 40 " h e i g h t =" 20 " wid th =" 120 " t e x t =" P l o t t i n g o p t i o n s " / >
< b u t t o n name=" f0_b5 " x=" 530 " y=" 40 " h e i g h t =" 20 " wid th =" 120 " t e x t =" Data p r e p a r a t i o n " / >
< b u t t o n name=" f 0 _ e x i t " x=" 730 " y=" 25 " h e i g h t =" 50 " wid th =" 50 " t e x t =" E x i t " / >
</ components >
</ frame >
<frame name=" f1 " x=" 0 " y=" 500 " wid th =" 800 " h e i g h t =" 100 " v i s i b l e =" f a l s e " >
<components >
< l a b e l name=" f 1 _ l 1 1 " x=" 10 " y=" 30 " h e i g h t =" 15 " wid th =" 50 " t e x t =" n : " / >
< i n p u t b o x name=" f 1 _ t 1 1 " x=" 60 " y=" 30 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 10 " / >
< l a b e l name=" f1_u11 " x=" 120 " y=" 30 " h e i g h t =" 15 " wid th =" 40 " t e x t ="cm^−3" / >
< l a b e l name=" f 1 _ l 1 2 " x=" 10 " y=" 45 " h e i g h t =" 15 " wid th =" 50 " t e x t ="T : " / >
< i n p u t b o x name=" f 1 _ t 1 2 " x=" 60 " y=" 45 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 1 " / >
< i n p u t b o x name=" f1_u12 " x=" 120 " y=" 45 " h e i g h t =" 15 " wid th =" 30 " t e x t ="eV" / >
< l a b e l name=" f 1 _ l 1 3 " x=" 10 " y=" 60 " h e i g h t =" 15 " wid th =" 50 " t e x t =" Mass : " / >
< i n p u t b o x name=" f 1 _ t 1 3 " x=" 60 " y=" 60 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 1 " / >
< i n p u t b o x name=" f1_u13 " x=" 120 " y=" 60 " h e i g h t =" 15 " wid th =" 30 " t e x t ="m_e" / >
< l a b e l name=" f 1 _ l 1 4 " x=" 10 " y=" 75 " h e i g h t =" 15 " wid th =" 50 " t e x t =" Charge : " / >
< i n p u t b o x name=" f 1 _ t 1 4 " x=" 60 " y=" 75 " h e i g h t =" 15 " wid th =" 55 " t e x t ="−1" / >
< l a b e l name=" f1_u14 " x=" 120 " y=" 75 " h e i g h t =" 15 " wid th =" 40 " t e x t =" e " / >
< l a b e l name=" f 1 _ l 1 " x=" 20 " y=" 5 " h e i g h t =" 15 " wid th =" 150 " t e x t =" P o p u l a t i o n " / >
< b u t t o n name=" f1_l1bm " x=" 90 " y=" 5 " h e i g h t =" 15 " wid th =" 15 " t e x t ="−" / >
< l a b e l name=" f 1 _ l 1 _ p o p n r " x=" 110 " y=" 5 " h e i g h t =" 15 " wid th =" 15 " t e x t =" 0 " / >
< b u t t o n name=" f 1 _ l 1 b p " x=" 120 " y=" 5 " h e i g h t =" 15 " wid th =" 15 " t e x t ="+" / >
< b u t t o n name=" f1_b2 " x=" 160 " y=" 25 " h e i g h t =" 20 " wid th =" 140 " t e x t =" Enab le o t h e r v a l u e s f o r : " / >
< l a b e l name=" f 1 _ l 2 2 " x=" 160 " y=" 45 " h e i g h t =" 15 " wid th =" 60 " t e x t =" V e l o c i t y : " / >
< i n p u t b o x name=" f 1 _ t 2 2 " x=" 220 " y=" 45 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 1000 " e n a b l e d =" f a l s e " / >
< l a b e l name=" f1_u22 " x=" 280 " y=" 45 " h e i g h t =" 15 " wid th =" 30 " t e x t ="m/ s " / >
< l a b e l name=" f 1 _ l 2 3 " x=" 160 " y=" 60 " h e i g h t =" 15 " wid th =" 60 " t e x t =" P lasmaPot : " / >
< i n p u t b o x name=" f 1 _ t 2 3 " x=" 220 " y=" 60 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 10 " e n a b l e d =" f a l s e " / >
< l a b e l name=" f1_u23 " x=" 280 " y=" 60 " h e i g h t =" 15 " wid th =" 30 " t e x t ="V" / >
< l a b e l name=" f 1 _ l 3 " x=" 345 " y=" 5 " h e i g h t =" 15 " wid th =" 150 " t e x t =" Sweep p a r a m e t e r s " / >
< l a b e l name=" f 1 _ l 3 1 " x=" 345 " y=" 30 " h e i g h t =" 15 " wid th =" 50 " t e x t =" Min V: " / >
< i n p u t b o x name=" f 1 _ t 3 1 " x=" 395 " y=" 30 " h e i g h t =" 15 " wid th =" 55 " t e x t ="−30" / >
< l a b e l name=" f1_u31 " x=" 455 " y=" 30 " h e i g h t =" 15 " wid th =" 40 " t e x t ="V" / >
< l a b e l name=" f 1 _ l 3 2 " x=" 345 " y=" 45 " h e i g h t =" 15 " wid th =" 50 " t e x t ="Max V: " / >
< i n p u t b o x name=" f 1 _ t 3 2 " x=" 395 " y=" 45 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 30 " / >
< l a b e l name=" f1_u32 " x=" 455 " y=" 45 " h e i g h t =" 15 " wid th =" 40 " t e x t ="V" / >
< l a b e l name=" f 1 _ l 3 3 " x=" 345 " y=" 60 " h e i g h t =" 15 " wid th =" 50 " t e x t =" S t e p s : " / >
< i n p u t b o x name=" f 1 _ t 3 3 " x=" 395 " y=" 60 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 256 " / >
< l a b e l name=" f1_u33 " x=" 455 " y=" 60 " h e i g h t =" 15 " wid th =" 40 " t e x t =" " / >
< l a b e l name=" f 1 _ l 3 4 " x=" 345 " y=" 75 " h e i g h t =" 15 " wid th =" 50 " t e x t ="Eq . S e t : " / >
< i n p u t b o x name=" f 1 _ t 3 4 " x=" 395 " y=" 75 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 1 " / >
< l a b e l name=" f1_u34 " x=" 455 " y=" 75 " h e i g h t =" 15 " wid th =" 40 " t e x t =" " / >
< l a b e l name=" f 1 _ l 4 " x=" 480 " y=" 5 " h e i g h t =" 15 " wid th =" 150 " t e x t =" Othe r d a t a " / >
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< l a b e l name=" f 1 _ l 4 1 " x=" 480 " y=" 30 " h e i g h t =" 15 " wid th =" 60 " t e x t =" r _ p r o b e : " / >
< i n p u t b o x name=" f 1 _ t 4 1 " x=" 540 " y=" 30 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 0 .025 " / >
< l a b e l name=" f1_u41 " x=" 600 " y=" 30 " h e i g h t =" 15 " wid th =" 40 " t e x t ="m" / >
< l a b e l name=" f 1 _ l 4 2 " x=" 480 " y=" 45 " h e i g h t =" 15 " wid th =" 60 " t e x t =" V e l o c i t y : " / >
< i n p u t b o x name=" f 1 _ t 4 2 " x=" 540 " y=" 45 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 50000 " / >
< l a b e l name=" f1_u42 " x=" 600 " y=" 45 " h e i g h t =" 15 " wid th =" 40 " t e x t ="m/ s " / >
< l a b e l name=" f 1 _ l 4 3 " x=" 480 " y=" 60 " h e i g h t =" 15 " wid th =" 60 " t e x t =" P lasmaPot : " / >
< i n p u t b o x name=" f 1 _ t 4 3 " x=" 540 " y=" 60 " h e i g h t =" 15 " wid th =" 55 " t e x t =" 0 " / >
< l a b e l name=" f1_u43 " x=" 600 " y=" 60 " h e i g h t =" 15 " wid th =" 40 " t e x t ="V" / >
< l a b e l name=" f 3 _ l 1 2 " x=" 630 " y=" 10 " h e i g h t =" 15 " wid th =" 90 " t e x t =" F ix I r a n g e s " / >
<checkbox name=" f3_cb12 " x=" 700 " y=" 10 " / >
< b u t t o n name=" f 1 _ s w i t c h F o c u s " x=" 625 " y=" 40 " h e i g h t =" 20 " wid th =" 105 " t e x t =" Focus i o n c u r r e n t "
/ >
< b u t t o n name=" f1_swi tchMode " x=" 625 " y=" 65 " h e i g h t =" 20 " wid th =" 105 " t e x t =" Swi tch graph mode " / >
< b u t t o n name=" f 1 _ r u n " x=" 735 " y=" 15 " h e i g h t =" 20 " wid th =" 60 " t e x t =" Run " / >
< b u t t o n name=" f 1 _ s a v e " x=" 735 " y=" 40 " h e i g h t =" 20 " wid th =" 60 " t e x t =" Save P l o t " / >
< b u t t o n name=" f1_back " x=" 735 " y=" 65 " h e i g h t =" 20 " wid th =" 60 " t e x t =" Back " / >
</ components >
</ frame >
<frame name=" f2 " x=" 0 " y=" 500 " wid th =" 800 " h e i g h t =" 100 " v i s i b l e =" f a l s e " >
<components >
< l a b e l name=" f 2 _ l 2 1 " x=" 10 " y=" 10 " h e i g h t =" 15 " wid th =" 120 " t e x t =" Langmuir p robe d a t a : " / >
< i n p u t b o x name=" f 2 _ i b 2 1 " x=" 10 " y=" 25 " h e i g h t =" 20 " wid th =" 120 " t e x t =" LP_051030 . d a t " / >
< l a b e l name=" f 2 _ l 2 2 " x=" 160 " y=" 50 " h e i g h t =" 15 " wid th =" 120 " t e x t =" A d d i t i o n a l d a t a : " / >
<checkbox name=" f2_cb22 " x=" 260 " y=" 50 " / >
< i n p u t b o x name=" f 2 _ i b 2 2 " x=" 160 " y=" 65 " h e i g h t =" 20 " wid th =" 120 " t e x t =" ang l e s_051030 . t x t " / >
< l a b e l name=" f 2 _ l 2 3 " x=" 10 " y=" 50 " h e i g h t =" 15 " wid th =" 120 " t e x t =" Pos , v e l d a t a : " / >
<checkbox name=" f2_cb23 " x=" 110 " y=" 50 " / >
< i n p u t b o x name=" f 2 _ i b 2 3 " x=" 10 " y=" 65 " h e i g h t =" 20 " wid th =" 120 " t e x t =" Eph_051030 . t x t " / >
< b u t t o n name=" f2_b51 " x=" 160 " y=" 20 " h e i g h t =" 20 " wid th =" 120 " t e x t =" Load d a t a f i l e s " / >
< l a b e l name=" f 2 _ l 3 1 " x=" 330 " y=" 20 " h e i g h t =" 20 " wid th =" 120 " t e x t =" F i t t i n g j o b d e s c r i p t i o n : " / >
< i n p u t b o x name=" f 2 _ i b 3 1 " x=" 330 " y=" 40 " h e i g h t =" 20 " wid th =" 120 " t e x t =" s t a n d a r d . f i t " / >
< b u t t o n name=" f2_b52 " x=" 540 " y=" 30 " h e i g h t =" 20 " wid th =" 130 " t e x t ="Make a v e r a g e o f a l l d a t a " / >
< b u t t o n name=" f2_b53 " x=" 540 " y=" 50 " h e i g h t =" 20 " wid th =" 130 " t e x t =" Swi tch l i n e a r / l o g mode " / >
< b u t t o n name=" f2_b54 " x=" 540 " y=" 70 " h e i g h t =" 20 " wid th =" 130 " t e x t =" Smooth c u r r e n t d a t a " / >
< b u t t o n name=" f2_b61 " x=" 680 " y=" 10 " h e i g h t =" 20 " wid th =" 80 " t e x t =" Load S e t # : " / >
< i n p u t b o x name=" f 2 _ i 6 1 " x=" 760 " y=" 10 " h e i g h t =" 20 " wid th =" 30 " t e x t =" 0 " / >
< b u t t o n name=" f2_runOne " x=" 680 " y=" 30 " h e i g h t =" 20 " wid th =" 110 " t e x t =" F i t c u r r e n t d a t a s e t " / >
< b u t t o n name=" f 2 _ r u n A l l " x=" 680 " y=" 50 " h e i g h t =" 20 " wid th =" 110 " t e x t =" F i t a l l d a t a " / >
< b u t t o n name=" f2_back " x=" 680 " y=" 70 " h e i g h t =" 20 " wid th =" 110 " t e x t =" Back " / >
</ components >
</ frame >
<frame name=" f3 " x=" 0 " y=" 500 " wid th =" 800 " h e i g h t =" 100 " v i s i b l e =" f a l s e " >
<components >
< l a b e l name=" f 3 _ l 1 3 " x=" 10 " y=" 10 " h e i g h t =" 15 " wid th =" 120 " t e x t =" C o m p a t i b i l i t y mode " / >
<checkbox name=" f3_cb13 " x=" 120 " y=" 10 " / >
< l a b e l name=" f 3 _ l 1 4 " x=" 10 " y=" 30 " h e i g h t =" 15 " wid th =" 120 " t e x t =" 2 e l e c t r o n pop . " v i s i b l e ="
f a l s e " / >
<checkbox name=" f3_cb14 " x=" 120 " y=" 30 " v i s i b l e =" f a l s e " / >
< l a b e l name=" f 3 _ l _ h e l p " x=" 150 " y=" 10 " h e i g h t =" 15 " wid th =" 200 " t e x t =" Hotkeys : " / >
< l a b e l name=" f 3 _ l _ h e l p 1 " x=" 150 " y=" 30 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F1 − Go t o O p t i o n s &
Hotkey i n f o " / >
< l a b e l name=" f 3 _ l _ h e l p 2 " x=" 150 " y=" 45 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F2 − Go t o S i m u l a t i o n " / >
< l a b e l name=" f 3 _ l _ h e l p 3 " x=" 150 " y=" 60 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F3 − Go t o A n a l y s i s " / >
< l a b e l name=" f 3 _ l _ h e l p 4 " x=" 150 " y=" 75 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F4 − Go t o P l o t t i n g
o p t i o n s " / >
< l a b e l name=" f 3 _ l _ h e l p 5 " x=" 350 " y=" 30 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F5 − Add c u r r e n t g raph t o
graph s t a c k " / >
< l a b e l name=" f 3 _ l _ h e l p 6 " x=" 350 " y=" 45 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F6 − Remove l a s t g raph i n
graph s t a c k " / >
< l a b e l name=" f 3 _ l _ h e l p 7 " x=" 350 " y=" 60 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F7 − F i t c u r r e n t d a t a s e t "
/ >
< l a b e l name=" f 3 _ l _ h e l p 8 " x=" 350 " y=" 75 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F8 − S p e c i a l ( s e e n o t e s ) "
/ >
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< l a b e l name=" f 3 _ l _ h e l p 9 " x=" 550 " y=" 30 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F9 − Enab le / d i s a b l e
c o m p a b i l i t y mode " / >
< l a b e l name=" f 3 _ l _ h e l p 1 0 " x=" 550 " y=" 45 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F10 − Change f o c u s " / >
< l a b e l name=" f 3 _ l _ h e l p 1 1 " x=" 550 " y=" 60 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F11 − P r e v i o u s d a t a s e t "
/ >
< l a b e l name=" f 3 _ l _ h e l p 1 2 " x=" 550 " y=" 75 " h e i g h t =" 15 " wid th =" 200 " t e x t =" F12 − Next d a t a s e t " / >
< b u t t o n name=" f3_back " x=" 730 " y=" 55 " h e i g h t =" 20 " wid th =" 50 " t e x t =" Back " / >
</ components >
</ frame >
<frame name=" f4 " x=" 0 " y=" 500 " wid th =" 800 " h e i g h t =" 100 " v i s i b l e =" f a l s e " >
<components >
< l a b e l name=" f 4 _ l 1 1 " x=" 10 " y=" 10 " h e i g h t =" 15 " wid th =" 90 " t e x t ="Show p a r a m e t e r s " / >
<checkbox name=" f4_cb11 " x=" 110 " y=" 10 " / >
< l a b e l name=" f 4 _ l 1 1 1 " x=" 10 " y=" 30 " h e i g h t =" 15 " wid th =" 20 " t e x t =" x : " / >
< i n p u t b o x name=" f 4 _ i 1 1 1 " x=" 20 " y=" 30 " h e i g h t =" 15 " wid th =" 30 " t e x t =" 10 " / >
< l a b e l name=" f 4 _ l 1 1 2 " x=" 60 " y=" 30 " h e i g h t =" 15 " wid th =" 20 " t e x t =" y : " / >
< i n p u t b o x name=" f 4 _ i 1 1 2 " x=" 70 " y=" 30 " h e i g h t =" 15 " wid th =" 30 " t e x t =" 10 " / >
< b u t t o n name=" f4_b11 " x=" 100 " y=" 30 " h e i g h t =" 15 " wid th =" 70 " t e x t =" R e p o s i t i o n " / >
< l a b e l name=" f 4 _ l 1 2 1 " x=" 10 " y=" 50 " h e i g h t =" 15 " wid th =" 20 " t e x t =" x : " / >
< i n p u t b o x name=" f 4 _ i 1 2 1 " x=" 20 " y=" 50 " h e i g h t =" 15 " wid th =" 30 " t e x t =" 130 " / >
< l a b e l name=" f 4 _ l 1 2 2 " x=" 60 " y=" 50 " h e i g h t =" 15 " wid th =" 20 " t e x t =" y : " / >
< i n p u t b o x name=" f 4 _ i 1 2 2 " x=" 70 " y=" 50 " h e i g h t =" 15 " wid th =" 30 " t e x t =" 10 " / >
< b u t t o n name=" f4_b12 " x=" 100 " y=" 50 " h e i g h t =" 15 " wid th =" 70 " t e x t =" R e p o s i t i o n " / >
< l a b e l name=" f 4 _ l 1 3 1 " x=" 10 " y=" 70 " h e i g h t =" 15 " wid th =" 20 " t e x t =" x : " / >
< i n p u t b o x name=" f 4 _ i 1 3 1 " x=" 20 " y=" 70 " h e i g h t =" 15 " wid th =" 30 " t e x t =" 250 " / >
< l a b e l name=" f 4 _ l 1 3 2 " x=" 60 " y=" 70 " h e i g h t =" 15 " wid th =" 20 " t e x t =" y : " / >
< i n p u t b o x name=" f 4 _ i 1 3 2 " x=" 70 " y=" 70 " h e i g h t =" 15 " wid th =" 30 " t e x t =" 10 " / >
< b u t t o n name=" f4_b13 " x=" 100 " y=" 70 " h e i g h t =" 15 " wid th =" 70 " t e x t =" R e p o s i t i o n " / >
< l a b e l name=" f 4 _ l 2 1 " x=" 200 " y=" 10 " h e i g h t =" 15 " wid th =" 90 " t e x t ="Show E q u a t i o n s " / >
<checkbox name=" f4_cb21 " x=" 300 " y=" 10 " / >
< l a b e l name=" f 4 _ l 2 1 " x=" 200 " y=" 30 " h e i g h t =" 15 " wid th =" 20 " t e x t =" y : " / >
< i n p u t b o x name=" f 4 _ i 2 1 " x=" 210 " y=" 30 " h e i g h t =" 15 " wid th =" 30 " t e x t =" 445 " / >
< b u t t o n name=" f4_b21 " x=" 240 " y=" 30 " h e i g h t =" 15 " wid th =" 80 " t e x t =" R e p o s i t i o n " / >
< l a b e l name=" f 4 _ l 2 2 " x=" 200 " y=" 50 " h e i g h t =" 15 " wid th =" 90 " t e x t ="Show Date&I n f o " / >
<checkbox name=" f4_cb22 " x=" 300 " y=" 50 " / >
< l a b e l name=" f 4 _ l 2 2 1 " x=" 200 " y=" 70 " h e i g h t =" 15 " wid th =" 20 " t e x t =" x : " / >
< i n p u t b o x name=" f 4 _ i 2 2 1 " x=" 210 " y=" 70 " h e i g h t =" 15 " wid th =" 30 " t e x t =" 250 " / >
< l a b e l name=" f 4 _ l 2 2 2 " x=" 250 " y=" 70 " h e i g h t =" 15 " wid th =" 20 " t e x t =" y : " / >
< i n p u t b o x name=" f 4 _ i 2 2 2 " x=" 260 " y=" 70 " h e i g h t =" 15 " wid th =" 30 " t e x t =" 70 " / >
< b u t t o n name=" f4_b22 " x=" 290 " y=" 70 " h e i g h t =" 15 " wid th =" 70 " t e x t =" R e p o s i t i o n " / >
< b u t t o n name=" f4_b31 " x=" 400 " y=" 15 " h e i g h t =" 20 " wid th =" 80 " t e x t =" Log . , s e p e r a t e " / >
< b u t t o n name=" f4_b32 " x=" 400 " y=" 40 " h e i g h t =" 20 " wid th =" 80 " t e x t =" L i n e a r " / >
< b u t t o n name=" f4_b33 " x=" 400 " y=" 65 " h e i g h t =" 20 " wid th =" 80 " t e x t =" L o g a r i t h m i c " / >
< l a b e l name=" f 4 _ l 4 " x=" 500 " y=" 10 " h e i g h t =" 15 " wid th =" 90 " t e x t =" Log ( I ) r a n g e : " / >
< l a b e l name=" f 4 _ l 4 1 " x=" 500 " y=" 30 " h e i g h t =" 15 " wid th =" 30 " t e x t =" Min : " / >
< i n p u t b o x name=" f 4 _ i 4 1 " x=" 530 " y=" 30 " h e i g h t =" 15 " wid th =" 70 " t e x t ="−11" / >
< l a b e l name=" f 4 _ l 4 2 " x=" 500 " y=" 50 " h e i g h t =" 15 " wid th =" 30 " t e x t ="Max : " / >
< i n p u t b o x name=" f 4 _ i 4 2 " x=" 530 " y=" 50 " h e i g h t =" 15 " wid th =" 70 " t e x t ="−9" / >
< b u t t o n name=" f4_pushGraph " x=" 620 " y=" 25 " h e i g h t =" 20 " wid th =" 90 " t e x t =" Push p l o t s t a c k " / >
< b u t t o n name=" f4_popGraph " x=" 620 " y=" 55 " h e i g h t =" 20 " wid th =" 90 " t e x t =" Pop p l o t s t a c k " / >
< b u t t o n name=" f 4 _ s a v e " x=" 730 " y=" 25 " h e i g h t =" 20 " wid th =" 50 " t e x t =" Save " / >
< b u t t o n name=" f4_back " x=" 730 " y=" 55 " h e i g h t =" 20 " wid th =" 50 " t e x t =" Back " / >
</ components >
</ frame >
<frame name=" f5 " x=" 0 " y=" 500 " wid th =" 800 " h e i g h t =" 100 " v i s i b l e =" f a l s e " >
<components >
< b u t t o n name=" f5_b1 " x=" 10 " y=" 10 " h e i g h t =" 20 " wid th =" 120 " t e x t =" P r e p a r e d a t a " / >
< l a b e l name=" f 5 _ l 1 " x=" 140 " y=" 13 " h e i g h t =" 15 " wid th =" 660 "
t e x t =" Load d a t a f i l e s and make d a t a f i l e s a s d e s c r i b e d by d a t a P r e p a r a t i o n . t x t " / >
< b u t t o n name=" f5_b2 " x=" 10 " y=" 40 " h e i g h t =" 20 " wid th =" 120 " t e x t ="Make LP m a t r i x " / >
< l a b e l name=" f 5 _ l 2 a " x=" 140 " y=" 43 " h e i g h t =" 15 " wid th =" 660 "
t e x t =" Save t h e l o a d e d LP d a t a i n m a t r i x form s u i t a b l e f o r l o a d i n g i n ma t l ab . " / >
< b u t t o n name=" f5_back " x=" 730 " y=" 55 " h e i g h t =" 20 " wid th =" 50 " t e x t =" Back " / >
</ components >
</ frame >
</ components >
</ r e s o u r c e s >
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D.2 lmfit
The program "lmfit" is a translation from the public domain Fortran library MINPACK. The
projects webpage is currently located at https://sourceforge.net/projects/lmfit/.
lm_eval contains routines for function evaluation and info printing. lmmin contains the
algorithm. lmmin_bc contains some of the routines from lmmin, modified to have box restraints
on the parameters. Originally, there were no restraints on parameters. As temperature went to
zero or negative values, the program would return gibberish, so I had to restrain it.
D.2.1 lm_eval.h & lm_eval.c
Listing 10: lm_eval.h
#pragma once
t y p e d e f s t r u c t {
double * u s e r _ t ;
double * u s e r _ y ;
double (* u s e r _ f u n c ) ( double u s e r _ t _ p o i n t , double * p a r ) ;
} l m _ d a t a _ t y p e ;
void l m _ e v a l u a t e _ d e f a u l t ( double * par , i n t m_dat , double * fvec ,
void * da ta , i n t * i n f o ) ;
void l m _ p r i n t _ d e f a u l t ( i n t n_par , double * par , i n t m_dat , double * fvec ,
void * da ta , i n t i f l a g , i n t i t e r , i n t n fev ) ;
Listing 11: lm_eval.c
# i n c l u d e " lmmin . h "
# i n c l u d e " lm_eva l . h "
# i n c l u d e < s t d i o . h>
/ *
* T h i s f i l e c o n t a i n s d e f a u l t i m p l e m e n t a t i o n o f t h e e v a l u a t e and p r i n t o u t
* r o u t i n e s . In most cases , c u s t o m i z a t i o n o f l m f i t can be done by m o d i f y i n g
* t h e s e two r o u t i n e s . E i t h e r mo d i f y them here , or copy and rename them .
* /
void l m _ e v a l u a t e _ d e f a u l t ( double * par , i n t m_dat , double * fvec ,
void * da ta , i n t * i n f o )
/ *
* par i s an i n p u t a r r a y . At t h e end o f t h e m i n i m i z a t i o n , i t c o n t a i n s
* t h e a p p r o x i m a t e s o l u t i o n v e c t o r .
*
* m_dat i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e s e t t o t h e number
* o f f u n c t i o n s .
*
* f v e c i s an o u t p u t a r r a y o f l e n g t h m_dat which c o n t a i n s t h e f u n c t i o n
* v a l u e s t h e sq u ar e sum o f which ough t t o be m i n i m i z e d .
*
* da ta i s a read−o n l y p o i n t e r t o l m _ d a t a_ t yp e , as s p e c i f i e d by lmuse . h .
*
* i n f o i s an i n t e g e r o u t p u t v a r i a b l e . I f s e t t o a n e g a t i v e va lue , t h e
* m i n i m i z a t i o n p r o c e d u r e w i l l s t o p .
* /
{
i n t i ;
l m _ d a t a _ t y p e * mydata ;
mydata = ( l m _ d a t a _ t y p e * ) d a t a ;
f o r ( i =0 ; i <m_dat ; i ++)
f v e c [ i ] = mydata−>u s e r _ y [ i ]
− mydata−>u s e r _ f u n c ( mydata−>u s e r _ t [ i ] , p a r ) ;
* i n f o = * i n f o ; / * t o p r e v e n t a ’ unused v a r i a b l e ’ warning * /
/ * i f <p a r a m e t e r s d r i f t e d away> { * i n f o = −1; } * /
}
void l m _ p r i n t _ d e f a u l t ( i n t n_par , double * par , i n t m_dat , double * fvec ,
void * da ta , i n t i f l a g , i n t i t e r , i n t n fev )
/ *
* da ta : f o r s o f t c o n t r o l o f p r i n t o u t behav iour , add c o n t r o l
* v a r i a b l e s t o t h e da ta s t r u c t
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* i f l a g : 0 ( i n i t ) 1 ( o u t e r l oop ) 2 ( i n n e r loop ) −1( t e r m i n a t e d )
* i t e r : o u t e r loop c o u n t e r
* n f e v : number o f c a l l s t o * e v a l u a t e
* /
{
double f , y , t ;
i n t i ;
l m _ d a t a _ t y p e * mydata ;
mydata = ( l m _ d a t a _ t y p e * ) d a t a ;
i f ( i f l a g ==2) {
p r i n t f ( " t r y i n g s t e p i n g r a d i e n t d i r e c t i o n \ n " ) ;
} e l s e i f ( i f l a g ==1) {
p r i n t f ( " d e t e r m i n i n g g r a d i e n t ( i t e r a t i o n %d ) \ n " , i t e r ) ;
} e l s e i f ( i f l a g ==0) {
p r i n t f ( " s t a r t i n g m i n i m i z a t i o n \ n " ) ;
} e l s e i f ( i f l a g ==−1) {
p r i n t f ( " t e r m i n a t e d a f t e r %d e v a l u a t i o n s \ n " , n f ev ) ;
}
p r i n t f ( " p a r : " ) ;
f o r ( i =0 ; i < n_pa r ; ++ i )
p r i n t f ( " %12g " , p a r [ i ] ) ;
p r i n t f ( " => norm : %12g \ n " , lm_enorm ( m_dat , f v e c ) ) ;
i f ( i f l a g == −1 ) {
p r i n t f ( " f i t t i n g d a t a as f o l l o w s : \ n " ) ;
f o r ( i =0 ; i <m_dat ; ++ i ) {
t = ( mydata−>u s e r _ t ) [ i ] ;
y = ( mydata−>u s e r _ y ) [ i ] ;
f = mydata−>u s e r _ f u n c ( t , p a r ) ;
p r i n t f ( " t [%2d]=%12g y=%12g f i t =%12g r e s i d u e =%12g \ n " ,
i , t , y , f , y−f ) ;
}
}
}
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D.2.2 lmmin.h & lmmin.c
Listing 12: lmmin.h
#pragma once
/ / p a r a m e t e r s f o r c a l l i n g t h e high−l e v e l i n t e r f a c e l m f i t
/ / ( l m f i t . c p r o v i d e s l m _ i n i t i a l i z e _ c o n t r o l which s e t s d e f a u l t v a l u e s ) :
t y p e d e f s t r u c t {
double f t o l ; / / r e l a t i v e e r r o r d e s i r e d i n t h e sum o f s q u a r e s .
double x t o l ; / / r e l a t i v e e r r o r be tween l a s t two a p p r o x i m a t i o n s .
double g t o l ; / / o r t h o g o n a l i t y d e s i r e d be tween f v e c and i t s d e r i v s .
double e p s i l o n ; / / s t e p used t o c a l c u l a t e t h e j a c o b i a n .
double s t e p b o u n d ; / / i n i t i a l bound t o s t e p s i n t h e o u t e r loop .
double fnorm ; / / norm o f t h e r e s i d u e v e c t o r f v e c .
i n t m a x c a l l ; / / maximum number o f i t e r a t i o n s .
i n t n fev ; / / a c t u a l number o f i t e r a t i o n s .
i n t i n f o ; / / s t a t u s o f m i n i m i z a t i o n .
} l m _ c o n t r o l _ t y p e ;
/ / t h e s u b r o u t i n e t h a t c a l c u l a t e s f v e c :
t y p e d e f void ( l m _ e v a l u a t e _ f t y p e ) (
double * par , i n t m_dat , double * fvec , void * da ta , i n t * i n f o ) ;
/ / d e f a u l t i m p l e m e n t a t i o n t h e r o f , p r o v i d e d by l m _ e v a l . c :
void l m _ e v a l u a t e _ d e f a u l t (
double * par , i n t m_dat , double * fvec , void * da ta , i n t * i n f o ) ;
/ / t h e s u b r o u t i n e t h a t i n f o r m s abou t f i t p r o g r e s s :
t y p e d e f void ( l m _ p r i n t _ f t y p e ) (
i n t n_par , double * par , i n t m_dat , double * fvec , void * da ta ,
i n t i f l a g , i n t i t e r , i n t n fev ) ;
/ / d e f a u l t i m p l e m e n t a t i o n t h e r o f , p r o v i d e d by l m _ e v a l . c :
void l m _ p r i n t _ d e f a u l t (
i n t n_par , double * par , i n t m_dat , double * fvec , void * da ta ,
i n t i f l a g , i n t i t e r , i n t n fev ) ;
/ / compact high−l e v e l i n t e r f a c e :
void l m _ i n i t i a l i z e _ c o n t r o l ( l m _ c o n t r o l _ t y p e * c o n t r o l ) ;
void lm_minimize ( i n t m_dat , i n t n_par , double * par ,
l m _ e v a l u a t e _ f t y p e * e v a l u a t e , l m _ p r i n t _ f t y p e * p r i n t o u t ,
void * da ta , l m _ c o n t r o l _ t y p e * c o n t r o l ) ;
double lm_enorm ( i n t , double * ) ;
/ / low−l e v e l i n t e r f a c e f o r f u l l c o n t r o l :
void lm_ lmdi f ( i n t m, i n t n , double * x , double * fvec , double f t o l , double x t o l ,
double g t o l , i n t maxfev , double eps f cn , double * diag , i n t mode ,
double f a c t o r , i n t * i n f o , i n t * nfev ,
double * f j a c , i n t * i p v t , double * q t f ,
double * wa1 , double * wa2 , double * wa3 , double * wa4 ,
l m _ e v a l u a t e _ f t y p e * e v a l u a t e , l m _ p r i n t _ f t y p e * p r i n t o u t ,
void * d a t a ) ;
# i f n d e f _LMDIF
e x t er n char * lm_infmsg [ ] ;
e x t er n char * lm_shor tmsg [ ] ;
# e n d i f
Listing 13: lmmin.c
/ *
* l m f i t
*
* S o l v e s or m i n i m i z e s t h e sum o f s q u a r e s o f m n o n l i n e a r
* f u n c t i o n s o f n v a r i a b l e s .
*
* From p u b l i c domain F o r t r a n v e r s i o n
* o f Argonne N a t i o n a l L a b o r a t o r i e s MINPACK
* argonne n a t i o n a l l a b o r a t o r y . minpack p r o j e c t . march 1980 .
* b u r t o n s . garbow , k e n n e t h e . h i l l s t r o m , j o r g e j . more
* C t r a n s l a t i o n by S t e v e Moshier
* Joachim Wut tke c o n v e r t e d t h e s o u r c e i n t o C++ c o m p a t i b l e ANSI s t y l e
* and p r o v i d e d a s i m p l i f i e d i n t e r f a c e
* /
# i n c l u d e < s t d l i b . h>
# i n c l u d e <math . h>
# i n c l u d e " lmmin . h "
# d e f i n e _LMDIF
/ * *********************** high−l e v e l i n t e r f a c e **************************** * /
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void l m _ i n i t i a l i z e _ c o n t r o l ( l m _ c o n t r o l _ t y p e * c o n t r o l )
{
c o n t r o l−>m a x c a l l = 100 ;
c o n t r o l−>e p s i l o n = 1 . e−14;
c o n t r o l−>s t e p b o u n d = 1 0 0 . ;
c o n t r o l−>f t o l = 1 . e−14;
c o n t r o l−>x t o l = 1 . e−14;
c o n t r o l−>g t o l = 1 . e−14;
}
void lm_minimize ( i n t m_dat , i n t n_par , double * par ,
l m _ e v a l u a t e _ f t y p e * e v a l u a t e , l m _ p r i n t _ f t y p e * p r i n t o u t ,
void * da ta , l m _ c o n t r o l _ t y p e * c o n t r o l )
{
/ / *** a l l o c a t e work space .
double * fvec , * d iag , * f j a c , * q t f , *wa1 , *wa2 , *wa3 , *wa4 ;
i n t * i p v t ;
i n t n = n_par ;
i n t m = m_dat ;
i f ( ! ( f v e c = ( double *) m a l lo c ( m* s i z e o f ( double ) ) ) | |
! ( d i a g = ( double *) ma l lo c ( n* s i z e o f ( double ) ) ) | |
! ( q t f = ( double *) ma l lo c ( n* s i z e o f ( double ) ) ) | |
! ( f j a c = ( double *) ma l lo c ( n*m* s i z e o f ( double ) ) ) | |
! ( wa1 = ( double *) m a l lo c ( n* s i z e o f ( double ) ) ) | |
! ( wa2 = ( double *) m a l lo c ( n* s i z e o f ( double ) ) ) | |
! ( wa3 = ( double *) m a l lo c ( n* s i z e o f ( double ) ) ) | |
! ( wa4 = ( double *) m a l lo c ( m* s i z e o f ( double ) ) ) | |
! ( i p v t = ( i n t *) ma l lo c ( n* s i z e o f ( i n t ) ) ) ) {
c o n t r o l−>i n f o = 9 ;
re turn ;
}
/ / *** per form f i t .
c o n t r o l−>i n f o = 0 ;
c o n t r o l−>nfev = 0 ;
/ / t h i s goes t h r o u g h t h e m o d i f i e d l e g a c y i n t e r f a c e :
lm_ lmdi f ( m, n , par , fvec , c o n t r o l−>f t o l , c o n t r o l−>x t o l , c o n t r o l−>g t o l ,
c o n t r o l−>m a x c a l l * ( n +1) , c o n t r o l−>e p s i l o n , d iag , 1 ,
c o n t r o l−>s tepbound , &( c o n t r o l−>i n f o ) ,
&( c o n t r o l−>nf ev ) , f j a c , i p v t , q t f , wa1 , wa2 , wa3 , wa4 ,
e v a l u a t e , p r i n t o u t , d a t a ) ;
(* p r i n t o u t ) ( n , par , m, fvec , da t a , −1, 0 , c o n t r o l−>nfev ) ;
c o n t r o l−>fnorm = lm_enorm (m, f v e c ) ;
i f ( c o n t r o l−>i n f o < 0 ) c o n t r o l−>i n f o = 1 0 ;
/ / *** c l e a n up .
f r e e ( f v e c ) ;
f r e e ( d i a g ) ;
f r e e ( q t f ) ;
f r e e ( f j a c ) ;
f r e e ( wa1 ) ;
f r e e ( wa2 ) ;
f r e e ( wa3 ) ;
f r e e ( wa4 ) ;
f r e e ( i p v t ) ;
}
/ / ***** t h e f o l l o w i n g messages are r e f e r e n c e d by t h e v a r i a b l e i n f o .
char * lm_infmsg [ ] = {
" i m p r o p e r i n p u t p a r a m e t e r s " ,
" t h e r e l a t i v e e r r o r i n t h e sum of s q u a r e s i s a t most t o l " ,
" t h e r e l a t i v e e r r o r be tween x and t h e s o l u t i o n i s a t most t o l " ,
" bo th e r r o r s a r e a t most t o l " ,
" f v e c i s o r t h o g o n a l t o t h e columns of t h e j a c o b i a n t o machine p r e c i s i o n " ,
" number o f c a l l s t o f c n has r e a c h e d or exceeded 200*( n +1) " ,
" f t o l i s t o o s m a l l . no f u r t h e r r e d u c t i o n i n t h e sum of s q u a r e s i s p o s s i b l e " ,
" x t o l t o o s m a l l . no f u r t h e r improvement i n a p p r o x i m a t e s o l u t i o n x p o s s i b l e " ,
" g t o l t o o s m a l l . no f u r t h e r improvement i n a p p r o x i m a t e s o l u t i o n x p o s s i b l e " ,
" n o t enough memory " ,
" b r e a k r e q u e s t e d w i t h i n f u n c t i o n e v a l u a t i o n "
} ;
char * lm_shor tmsg [ ] = {
" i n v a l i d i n p u t " ,
" s u c c e s s ( f ) " ,
" s u c c e s s ( p ) " ,
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" s u c c e s s ( f , p ) " ,
" d e g e n e r a t e " ,
" c a l l l i m i t " ,
" f a i l e d ( f ) " ,
" f a i l e d ( p ) " ,
" f a i l e d ( o ) " ,
" no memory " ,
" u s e r b r e a k "
} ;
/ * ************************** i m p l e m e n t a t i o n ******************************* * /
# d e f i n e BUG 0
# i f BUG
# i n c l u d e < s t d i o . h>
# e n d i f
/ / t h e f o l l o w i n g v a l u e s seem good f o r an x86 :
# d e f i n e LM_MACHEP . 5 5 5 e−16 / * r e s o l u t i o n o f a r i t h m e t i c * /
# d e f i n e LM_DWARF 9 . 9 e−324 / * s m a l l e s t nonzero number * /
/ / t h e f o l l w o i n g v a l u e s s h o u l d work on any machine :
/ / # d e f i n e LM_MACHEP 1 . 2 e−16
/ / # d e f i n e LM_DWARF 1 . 0 e−38
/ / t h e s q u a r e s o f t h e f o l l o w i n g c o n s t a n t s s h a l l n o t under / o v e r f l o w :
/ / t h e s e v a l u e s seem good f o r an x86 :
# d e f i n e LM_SQRT_DWARF 1 . e−160
# d e f i n e LM_SQRT_GIANT 1 . e150
/ / t h e f o l l o w i n g v a l u e s s h o u l d work on any machine :
/ / # d e f i n e LM_SQRT_DWARF 3 .834 e−20
/ / # d e f i n e LM_SQRT_GIANT 1 .304 e19
void l m _ q r f a c ( i n t m, i n t n , double * a , i n t p i v o t , i n t * i p v t ,
double * r d i a g , double * acnorm , double * wa ) ;
void l m _ q r s o l v ( i n t n , double * r , i n t l d r , i n t * i p v t , double * diag ,
double * qtb , double * x , double * s d i a g , double * wa ) ;
void lm_lmpar ( i n t n , double * r , i n t l d r , i n t * i p v t , double * diag , double * qtb ,
double d e l t a , double * par , double * x , double * s d i a g ,
double * wa1 , double * wa2 ) ;
# d e f i n e MIN( a , b ) ( ( ( a ) <=(b ) ) ? ( a ) : ( b ) )
# d e f i n e MAX( a , b ) ( ( ( a ) >=(b ) ) ? ( a ) : ( b ) )
# d e f i n e SQR( x ) ( x ) * ( x )
/ / ***** t h e low−l e v e l l e g a c y i n t e r f a c e f o r f u l l c o n t r o l .
void lm_ lmdi f ( i n t m, i n t n , double * x , double * fvec , double f t o l , double x t o l ,
double g t o l , i n t maxfev , double eps f cn , double * diag , i n t mode ,
double f a c t o r , i n t * i n f o , i n t * nfev ,
double * f j a c , i n t * i p v t , double * q t f ,
double * wa1 , double * wa2 , double * wa3 , double * wa4 ,
l m _ e v a l u a t e _ f t y p e * e v a l u a t e , l m _ p r i n t _ f t y p e * p r i n t o u t ,
void * d a t a )
{
/ *
* t h e purpose o f l m d i f i s t o m i n i m i z e t h e sum o f t h e s q u a r e s o f
* m n o n l i n e a r f u n c t i o n s i n n v a r i a b l e s by a m o d i f i c a t i o n o f
* t h e l e v e n b e r g−marquardt a l g o r i t h m . t h e u s e r must p r o v i d e a
* s u b r o u t i n e e v a l u a t e which c a l c u l a t e s t h e f u n c t i o n s . t h e j a c o b i a n
* i s t h e n c a l c u l a t e d by a forward−d i f f e r e n c e a p p r o x i m a t i o n .
*
* t h e m u l t i−parame te r i n t e r f a c e l m _ l m d i f i s f o r u s e r s who want
* f u l l c o n t r o l and f l e x i b i l i t y . most u s e r s w i l l be b e t t e r o f f u s i n g
* t h e s i m p l e r i n t e r f a c e l m f i t p r o v i d e d above .
*
* t h e p a r a m e t e r s are t h e same as i n t h e l e g a c y FORTRAN i m p l e m e n t a t i o n ,
* w i t h t h e f o l l o w i n g e x c e p t i o n s :
* t h e o l d parame te r l d f j a c which gave l e a d i n g d i m e n s i o n o f f j a c has
* been d e l e t e d because t h i s C t r a n s l a t i o n makes no use o f two−
* d i m e n s i o n a l a r r a y s ;
* t h e o l d parame te r n p r i n t has been d e l e t e d ; p r i n t o u t i s now c o n t r o l l e d
* by t h e user−s u p p l i e d r o u t i n e * p r i n t o u t ;
* t h e parame te r f i e l d * da ta and t h e f u n c t i o n p a r a m e t e r s * e v a l u a t e and
* * p r i n t o u t have been added ; t h e y h e l p a v o i d i n g g l o b a l v a r i a b l e s .
*
* p a r a m e t e r s :
*
* m i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e s e t t o t h e number
* o f f u n c t i o n s .
*
* n i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e s e t t o t h e number
* o f v a r i a b l e s . n must n o t e x ce e d m.
*
* x i s an a r r a y o f l e n g t h n . on i n p u t x must c o n t a i n
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* an i n i t i a l e s t i m a t e o f t h e s o l u t i o n v e c t o r . on o u t p u t x
* c o n t a i n s t h e f i n a l e s t i m a t e o f t h e s o l u t i o n v e c t o r .
*
* f v e c i s an o u t p u t a r r a y o f l e n g t h m which c o n t a i n s
* t h e f u n c t i o n s e v a l u a t e d a t t h e o u t p u t x .
*
* f t o l i s a n o n n e g a t i v e i n p u t v a r i a b l e . t e r m i n a t i o n
* o c c u r s when bo th t h e a c t u a l and p r e d i c t e d r e l a t i v e
* r e d u c t i o n s i n t h e sum o f s q u a r e s are a t most f t o l .
* t h e r e f o r e , f t o l measures t h e r e l a t i v e e r r o r d e s i r e d
* i n t h e sum o f s q u a r e s .
*
* x t o l i s a n o n n e g a t i v e i n p u t v a r i a b l e . t e r m i n a t i o n
* o c c u r s when t h e r e l a t i v e e r r o r be tween two c o n s e c u t i v e
* i t e r a t e s i s a t most x t o l . t h e r e f o r e , x t o l measures t h e
* r e l a t i v e e r r o r d e s i r e d i n t h e a p p r o x i m a t e s o l u t i o n .
*
* g t o l i s a n o n n e g a t i v e i n p u t v a r i a b l e . t e r m i n a t i o n
* o c c u r s when t h e c o s i n e o f t h e a n g l e be tween f v e c and
* any column o f t h e j a c o b i a n i s a t most g t o l i n a b s o l u t e
* v a l u e . t h e r e f o r e , g t o l measures t h e o r t h o g o n a l i t y
* d e s i r e d be tween t h e f u n c t i o n v e c t o r and t h e columns
* o f t h e j a c o b i a n .
*
* maxfev i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e . t e r m i n a t i o n
* o c c u r s when t h e number o f c a l l s t o lm _ fc n i s a t l e a s t
* maxfev by t h e end o f an i t e r a t i o n .
*
* e p s f c n i s an i n p u t v a r i a b l e used i n d e t e r m i n i n g a s u i t a b l e
* s t e p l e n g t h f o r t h e forward−d i f f e r e n c e a p p r o x i m a t i o n . t h i s
* a p p r o x i m a t i o n assumes t h a t t h e r e l a t i v e e r r o r s i n t h e
* f u n c t i o n s are o f t h e o r d e r o f e p s f c n . i f e p s f c n i s l e s s
* than t h e machine p r e c i s i o n , i t i s assumed t h a t t h e r e l a t i v e
* e r r o r s i n t h e f u n c t i o n s are o f t h e o r d e r o f t h e machine
* p r e c i s i o n .
*
* d iag i s an a r r a y o f l e n g t h n . i f mode = 1 ( s e e below ) , d iag i s
* i n t e r n a l l y s e t . i f mode = 2 , d iag must c o n t a i n p o s i t i v e e n t r i e s
* t h a t s e r v e as m u l t i p l i c a t i v e s c a l e f a c t o r s f o r t h e v a r i a b l e s .
*
* mode i s an i n t e g e r i n p u t v a r i a b l e . i f mode = 1 , t h e
* v a r i a b l e s w i l l be s c a l e d i n t e r n a l l y . i f mode = 2 ,
* t h e s c a l i n g i s s p e c i f i e d by t h e i n p u t d iag . o t h e r
* v a l u e s o f mode are e q u i v a l e n t t o mode = 1 .
*
* f a c t o r i s a p o s i t i v e i n p u t v a r i a b l e used i n d e t e r m i n i n g t h e
* i n i t i a l s t e p bound . t h i s bound i s s e t t o t h e p r o d u c t o f
* f a c t o r and t h e e u c l i d e a n norm o f d iag * x i f nonzero , or e l s e
* t o f a c t o r i t s e l f . i n most c a s e s f a c t o r s h o u l d l i e i n t h e
* i n t e r v a l ( . 1 , 1 0 0 . ) . 1 0 0 . i s a g e n e r a l l y recommended v a l u e .
*
* i n f o i s an i n t e g e r o u t p u t v a r i a b l e t h a t i n d i c a t e s t h e t e r m i n a t i o n
* s t a t u s o f l m _ l m d i f as f o l l o w s :
*
* i n f o < 0 t e r m i n a t i o n r e q u e s t e d by user−s u p p l i e d r o u t i n e * e v a l u a t e ;
*
* i n f o = 0 improper i n p u t p a r a m e t e r s ;
*
* i n f o = 1 b o th a c t u a l and p r e d i c t e d r e l a t i v e r e d u c t i o n s
* i n t h e sum o f s q u a r e s are a t most f t o l ;
*
* i n f o = 2 r e l a t i v e e r r o r be tween two c o n s e c u t i v e i t e r a t e s
* i s a t most x t o l ;
*
* i n f o = 3 c o n d i t i o n s f o r i n f o = 1 and i n f o = 2 bo th ho ld ;
*
* i n f o = 4 t h e c o s i n e o f t h e a n g l e be tween f v e c and any
* column o f t h e j a c o b i a n i s a t most g t o l i n
* a b s o l u t e v a l u e ;
*
* i n f o = 5 number o f c a l l s t o lm_ fc n has reached or
* e x c e e d e d maxfev ;
*
* i n f o = 6 f t o l i s t o o s m a l l . no f u r t h e r r e d u c t i o n i n
* t h e sum o f s q u a r e s i s p o s s i b l e ;
*
* i n f o = 7 x t o l i s t o o s m a l l . no f u r t h e r improvement i n
* t h e a p p r o x i m a t e s o l u t i o n x i s p o s s i b l e ;
*
* i n f o = 8 g t o l i s t o o s m a l l . f v e c i s o r t h o g o n a l t o t h e
* columns o f t h e j a c o b i a n t o machine p r e c i s i o n ;
*
* n f e v i s an o u t p u t v a r i a b l e s e t t o t h e number o f c a l l s t o t h e
* user−s u p p l i e d r o u t i n e * e v a l u a t e .
*
* f j a c i s an o u t p u t m by n a r r a y . t h e upper n by n s u b m a t r i x
* o f f j a c c o n t a i n s an upper t r i a n g u l a r m a t r i x r w i t h
* d i a g o n a l e l e m e n t s o f n o n i n c r e a s i n g magni tude such t h a t
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** t t t
* p * ( j a c * j a c ) *p = r *r ,
*
* where p i s a p e r m u t a t i o n m a t r i x and j a c i s t h e f i n a l
* c a l c u l a t e d j a c o b i a n . column j o f p i s column i p v t ( j )
* ( s e e below ) o f t h e i d e n t i t y m a t r i x . t h e lower t r a p e z o i d a l
* p a r t o f f j a c c o n t a i n s i n f o r m a t i o n g e n e r a t e d d u r i n g
* t h e c o m p u t a t i o n o f r .
*
* i p v t i s an i n t e g e r o u t p u t a r r a y o f l e n g t h n . i p v t
* d e f i n e s a p e r m u t a t i o n m a t r i x p such t h a t j a c *p = q*r ,
* where j a c i s t h e f i n a l c a l c u l a t e d j a c o b i a n , q i s
* o r t h o g o n a l ( n o t s t o r e d ) , and r i s upper t r i a n g u l a r
* w i t h d i a g o n a l e l e m e n t s o f n o n i n c r e a s i n g magni tude .
* column j o f p i s column i p v t ( j ) o f t h e i d e n t i t y m a t r i x .
*
* q t f i s an o u t p u t a r r a y o f l e n g t h n which c o n t a i n s
* t h e f i r s t n e l e m e n t s o f t h e v e c t o r ( q t r a n s p o s e ) * f v e c .
*
* wa1 , wa2 , and wa3 are work a r r a y s o f l e n g t h n .
*
* wa4 i s a work a r r a y o f l e n g t h m.
*
* t h e f o l l o w i n g p a r a m e t e r s are newly i n t r o d u c e d i n t h i s C t r a n s l a t i o n :
*
* e v a l u a t e i s t h e name o f t h e s u b r o u t i n e which c a l c u l a t e s t h e f u n c t i o n s .
* a d e f a u l t i m p l e m e n t a t i o n l m _ e v a l u a t e _ d e f a u l t i s p r o v i d e d i n l m _ e v a l . c ;
* a l t e r n a t i v e l y , e v a l u a t e can be p r o v i d e d by a u s e r c a l l i n g program .
* i t s h o u l d be w r i t t e n as f o l l o w s :
*
* v o i d e v a l u a t e ( d ou b l e * par , i n t m_dat , do ub l e * f v e c ,
* v o i d * data , i n t * i n f o )
* {
* / / f o r ( i =0; i <m_dat ; ++i )
* / / c a l c u l a t e f v e c [ i ] f o r g i v e n p a r a m e t e r s par ;
* / / t o s t o p t h e m i n i m i z a t i o n ,
* / / s e t * i n f o t o a n e g a t i v e i n t e g e r .
* }
*
* p r i n t o u t i s t h e name o f t h e s u b r o u t i n e which n forms abou t f i t p r o g r e s s .
* a d e f a u l t i m p l e m e n t a t i o n l m _ p r i n t _ d e f a u l t i s p r o v i d e d i n l m _ e v a l . c ;
* a l t e r n a t i v e l y , p r i n t o u t can be p r o v i d e d by a u s e r c a l l i n g program .
* i t s h o u l d be w r i t t e n as f o l l o w s :
*
* v o i d p r i n t o u t ( i n t n_par , do ub l e * par , i n t m_dat , dou b l e * f v e c ,
* v o i d * data , i n t i f l a g , i n t i t e r , i n t n f e v )
* {
* / / i f l a g : 0 ( i n i t ) 1 ( o u t e r loop ) 2 ( i n n e r loop ) −1( t e r m i n a t e d )
* / / i t e r : o u t e r loop c o u n t e r
* / / n f e v : number o f c a l l s t o * e v a l u a t e
* }
*
* da ta i s an i n p u t p o i n t e r t o an a r b i t r a r y s t r u c t u r e t h a t i s pa s s ed t o
* e v a l u a t e . t y p i c a l l y , i t c o n t a i n s e x p e r i m e n t a l da ta t o be f i t t e d .
*
* /
i n t i , i t e r , j ;
double a c t r e d , d e l t a , d i r d e r , eps , fnorm , fnorm1 , gnorm , par , pnorm ,
p r e r e d , r a t i o , s t e p , sum , temp , temp1 , temp2 , temp3 , xnorm ;
s t a t i c double p1 = 0 . 1 ;
s t a t i c double p5 = 0 . 5 ;
s t a t i c double p25 = 0 . 2 5 ;
s t a t i c double p75 = 0 . 7 5 ;
s t a t i c double p0001 = 1 . 0 e−4;
* n fev = 0 ; / / f u n c t i o n e v a l u a t i o n c o u n t e r
i t e r = 1 ; / / o u t e r loop c o u n t e r
p a r = 0 ; / / l e v e n b e r g−marquardt parame te r
d e l t a = 0 ; / / j u s t t o p r e v e n t a warning ( i n i t i a l i z a t i o n w i t h i n i f−c l a u s e )
xnorm = 0 ; / / d i t o
temp = MAX( eps fcn ,LM_MACHEP) ;
eps = s q r t ( temp ) ; / / used i n c a l c u l a t i n g t h e J a c o b i a n by forward d i f f e r e n c e s
/ / *** check t h e i n p u t p a r a m e t e r s f o r e r r o r s .
i f ( ( n <= 0) | | (m < n ) | | ( f t o l < 0 . )
| | ( x t o l < 0 . ) | | ( g t o l < 0 . ) | | ( maxfev <= 0) | | ( f a c t o r <= 0 . ) )
{
* i n f o = 0 ; / / i n v a l i d parame te r
re turn ;
}
i f ( mode == 2 ) / * s c a l i n g by d iag [ ] * /
{
f o r ( j =0 ; j <n ; j ++ ) / * check f o r n o n p o s i t i v e e l e m e n t s * /
{
i f ( d i a g [ j ] <= 0 . 0 )
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{
* i n f o = 0 ; / / i n v a l i d parame te r
re turn ;
}
}
}
# i f BUG
p r i n t f ( " l m d i f \ n " ) ;
# e n d i f
/ / *** e v a l u a t e t h e f u n c t i o n a t t h e s t a r t i n g p o i n t and c a l c u l a t e i t s norm .
* i n f o = 0 ;
(* e v a l u a t e ) ( x , m, fvec , da t a , i n f o ) ;
(* p r i n t o u t ) ( n , x , m, fvec , da t a , 0 , 0 , ++(* n fev ) ) ;
i f ( * i n f o < 0 ) re turn ;
fnorm = lm_enorm (m, f v e c ) ;
/ / *** t h e o u t e r loop .
do {
# i f BUG
p r i n t f ( " l m d i f / o u t e r l oop i t e r =%d nfev=%d fnorm =%.10 e \ n " ,
i t e r , * nfev , fnorm ) ;
# e n d i f
/ / O** c a l c u l a t e t h e j a c o b i a n m a t r i x .
f o r ( j =0 ; j <n ; j ++ )
{
temp = x [ j ] ;
s t e p = eps * f a b s ( temp ) ;
i f ( s t e p == 0 . ) s t e p = eps ;
x [ j ] = temp + s t e p ;
* i n f o = 0 ;
(* e v a l u a t e ) ( x , m, wa4 , da t a , i n f o ) ;
(* p r i n t o u t ) ( n , x , m, wa4 , da t a , 1 , i t e r , ++(* n fev ) ) ;
i f ( * i n f o < 0 ) re turn ; / / u s e r r e q u e s t e d break
x [ j ] = temp ;
f o r ( i =0 ; i <m; i ++ )
f j a c [ j *m+ i ] = ( wa4 [ i ] − f v e c [ i ] ) / s t e p ;
}
# i f BUG>1
/ / DEBUG: p r i n t t h e e n t i r e m a t r i x
f o r ( i =0 ; i <m; i ++ )
{
f o r ( j =0 ; j <n ; j ++ )
p r i n t f ( " %.5 e " , y [ j *m+ i ] ) ;
p r i n t f ( " \ n " ) ;
}
# e n d i f
/ / O** compute t h e qr f a c t o r i z a t i o n o f t h e j a c o b i a n .
l m _ q r f a c ( m, n , f j a c , 1 , i p v t , wa1 , wa2 , wa3 ) ;
/ / O** on t h e f i r s t i t e r a t i o n . . .
i f ( i t e r == 1)
{
i f ( mode != 2)
/ / . . . s c a l e a c c o r d i n g t o t h e norms o f t h e columns o f t h e i n i t i a l j a c o b i a n .
{
f o r ( j =0 ; j <n ; j ++ )
{
d i a g [ j ] = wa2 [ j ] ;
i f ( wa2 [ j ] == 0 . )
d i a g [ j ] = 1 . ;
}
}
/ / . . . c a l c u l a t e t h e norm o f t h e s c a l e d x and
/ / i n i t i a l i z e t h e s t e p bound d e l t a .
f o r ( j =0 ; j <n ; j ++ )
wa3 [ j ] = d i a g [ j ] * x [ j ] ;
xnorm = lm_enorm ( n , wa3 ) ;
d e l t a = f a c t o r *xnorm ;
i f ( d e l t a == 0 . )
d e l t a = f a c t o r ;
}
/ / O** form ( q t r a n s p o s e ) * f v e c and s t o r e t h e f i r s t n components i n q t f .
f o r ( i =0 ; i <m; i ++ )
wa4 [ i ] = f v e c [ i ] ;
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f o r ( j =0 ; j <n ; j ++ )
{
temp3 = f j a c [ j *m+ j ] ;
i f ( temp3 != 0 . )
{
sum = 0 ;
f o r ( i = j ; i <m; i ++ )
sum += f j a c [ j *m+ i ] * wa4 [ i ] ;
temp = −sum / temp3 ;
f o r ( i = j ; i <m; i ++ )
wa4 [ i ] += f j a c [ j *m+ i ] * temp ;
}
f j a c [ j *m+ j ] = wa1 [ j ] ;
q t f [ j ] = wa4 [ j ] ;
}
/ / O** compute t h e norm o f t h e s c a l e d g r a d i e n t and t e s t f o r c o n v e r g e n c e .
gnorm = 0 ;
i f ( fnorm != 0 )
{
f o r ( j =0 ; j <n ; j ++ )
{
i f ( wa2 [ i p v t [ j ] ] == 0 ) c o n t i n u e ;
sum = 0 . ;
f o r ( i =0 ; i <= j ; i ++ )
sum += f j a c [ j *m+ i ] * q t f [ i ] / fnorm ;
gnorm = MAX( gnorm , f a b s ( sum / wa2 [ i p v t [ j ] ] ) ) ;
}
}
i f ( gnorm <= g t o l )
{
* i n f o = 4 ;
re turn ;
}
/ / O** r e s c a l e i f n e c e s s a r y .
i f ( mode != 2 )
{
f o r ( j =0 ; j <n ; j ++ )
d i a g [ j ] = MAX( d i a g [ j ] , wa2 [ j ] ) ;
}
/ / O** t h e i n n e r loop .
do {
# i f BUG
p r i n t f ( " l m d i f / i n n e r loop i t e r =%d nfev=%d \ n " , i t e r , * n f ev ) ;
# e n d i f
/ / OI* d e t e r m i n e t h e l e v e n b e r g−marquardt parame te r .
lm_lmpar ( n , f j a c ,m, i p v t , d iag , q t f , d e l t a ,& par , wa1 , wa2 , wa3 , wa4 ) ;
/ / OI* s t o r e t h e d i r e c t i o n p and x + p . c a l c u l a t e t h e norm o f p .
f o r ( j =0 ; j <n ; j ++ )
{
wa1 [ j ] = −wa1 [ j ] ;
wa2 [ j ] = x [ j ] + wa1 [ j ] ;
wa3 [ j ] = d i a g [ j ]* wa1 [ j ] ;
}
pnorm = lm_enorm ( n , wa3 ) ;
/ / OI* on t h e f i r s t i t e r a t i o n , a d j u s t t h e i n i t i a l s t e p bound .
i f ( * nfev <= 1+n ) / / bug c o r r e c t e d by J . Wut tke i n 2004
d e l t a = MIN( d e l t a , pnorm ) ;
/ / OI* e v a l u a t e t h e f u n c t i o n a t x + p and c a l c u l a t e i t s norm .
* i n f o = 0 ;
(* e v a l u a t e ) ( wa2 , m, wa4 , da t a , i n f o ) ;
(* p r i n t o u t ) ( n , x , m, wa4 , da t a , 2 , i t e r , ++(* n fev ) ) ;
i f ( * i n f o < 0 ) re turn ; / / u s e r r e q u e s t e d break
fnorm1 = lm_enorm (m, wa4 ) ;
# i f BUG
p r i n t f ( " l m d i f / pnorm %.10 e fnorm1 %.10 e fnorm %.10 e "
" d e l t a =%.10 e p a r =%.10 e \ n " ,
pnorm , fnorm1 , fnorm , d e l t a , p a r ) ;
# e n d i f
/ / OI* compute t h e s c a l e d a c t u a l r e d u c t i o n .
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i f ( p1* fnorm1 < fnorm )
a c t r e d = 1 − SQR( fnorm1 / fnorm ) ;
e l s e
a c t r e d = −1;
/ / OI* compute t h e s c a l e d p r e d i c t e d r e d u c t i o n and
/ / t h e s c a l e d d i r e c t i o n a l d e r i v a t i v e .
f o r ( j =0 ; j <n ; j ++ )
{
wa3 [ j ] = 0 ;
f o r ( i =0 ; i <= j ; i ++ )
wa3 [ i ] += f j a c [ j *m+ i ]* wa1 [ i p v t [ j ] ] ;
}
temp1 = lm_enorm ( n , wa3 ) / fnorm ;
temp2 = s q r t ( p a r ) * pnorm / fnorm ;
p r e r e d = SQR( temp1 ) + 2 * SQR( temp2 ) ;
d i r d e r = − ( SQR( temp1 ) + SQR( temp2 ) ) ;
/ / OI* compute t h e r a t i o o f t h e a c t u a l t o t h e p r e d i c t e d r e d u c t i o n .
r a t i o = p r e r e d !=0 ? a c t r e d / p r e r e d : 0 ;
# i f BUG
p r i n t f ( " l m d i f / a c t r e d =%.10 e p r e r e d =%.10 e r a t i o =%.10 e "
" sq ( 1 ) =%.10 e sq ( 2 ) =%.10 e dd=%.10 e \ n " ,
a c t r e d , p r e r e d , p r e r e d !=0 ? r a t i o : 0 . ,
SQR( temp1 ) , SQR( temp2 ) , d i r d e r ) ;
# e n d i f
/ / OI* up da t e t h e s t e p bound .
i f ( r a t i o <= p25 )
{
i f ( a c t r e d >= 0 . )
temp = p5 ;
e l s e
temp = p5* d i r d e r / ( d i r d e r + p5* a c t r e d ) ;
i f ( p1* fnorm1 >= fnorm | | temp < p1 )
temp = p1 ;
d e l t a = temp * MIN( d e l t a , pnorm / p1 ) ;
p a r /= temp ;
}
e l s e i f ( p a r == 0 . | | r a t i o >= p75 )
{
d e l t a = pnorm / p5 ;
p a r *= p5 ;
}
/ / OI* t e s t f o r s u c c e s s f u l i t e r a t i o n . . .
i f ( r a t i o >= p0001 )
{
/ / . . . s u c c e s s f u l i t e r a t i o n . upd a t e x , f v e c , and t h e i r norms .
f o r ( j =0 ; j <n ; j ++ )
{
x [ j ] = wa2 [ j ] ;
wa2 [ j ] = d i a g [ j ]* x [ j ] ;
}
f o r ( i =0 ; i <m; i ++ )
f v e c [ i ] = wa4 [ i ] ;
xnorm = lm_enorm ( n , wa2 ) ;
fnorm = fnorm1 ;
i t e r ++;
}
# i f BUG
e l s e {
p r i n t f ( "ATTN: i t e r a t i o n c o n s i d e r e d u n s u c c e s s f u l \ n " ) ;
}
# e n d i f
/ / OI* t e s t s f o r c o n v e r g e n c e ( o t h e r w i s e * i n f o = 1 , 2 , or 3 )
* i n f o = 0 ; / / do n o t t e r m i n a t e ( u n l e s s o v e r w r i t t e n by nonzero v a l u e )
i f ( f a b s ( a c t r e d ) <= f t o l && p r e r e d <= f t o l && p5* r a t i o <= 1 )
* i n f o = 1 ;
i f ( d e l t a <= x t o l *xnorm )
* i n f o += 2 ;
i f ( * i n f o != 0)
re turn ;
/ / OI* t e s t s f o r t e r m i n a t i o n and s t r i n g e n t t o l e r a n c e s .
i f ( * n fev >= maxfev )
* i n f o = 5 ;
i f ( f a b s ( a c t r e d ) <= LM_MACHEP &&
p r e r e d <= LM_MACHEP && p5* r a t i o <= 1 )
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* i n f o = 6 ;
i f ( d e l t a <= LM_MACHEP*xnorm )
* i n f o = 7 ;
i f ( gnorm <= LM_MACHEP)
* i n f o = 8 ;
i f ( * i n f o != 0)
re turn ;
/ / OI* end o f t h e i n n e r loop . r e p e a t i f i t e r a t i o n u n s u c c e s s f u l .
} whi le ( r a t i o < p0001 ) ;
/ / O** end o f t h e o u t e r loop .
} whi le ( 1 ) ;
}
void lm_lmpar ( i n t n , double * r , i n t l d r , i n t * i p v t , double * diag , double * qtb ,
double d e l t a , double * par , double * x , double * s d i a g ,
double * wa1 , double * wa2 )
{
/ * g i v e n an m by n m a t r i x a , an n by n n o n s i n g u l a r d i a g o n a l
* m a t r i x d , an m−v e c t o r b , and a p o s i t i v e number d e l t a ,
* t h e problem i s t o d e t e r m i n e a v a l u e f o r t h e parame te r
* par such t h a t i f x s o l v e s t h e s y s t e m
*
* a* x = b , s q r t ( par ) *d* x = 0 ,
*
* i n t h e l e a s t s q u a r e s sense , and dxnorm i s t h e e u c l i d e a n
* norm o f d*x , t h e n e i t h e r par i s 0 . and
*
* ( dxnorm−d e l t a ) . l e . 0 . 1 * d e l t a ,
*
* or par i s p o s i t i v e and
*
* abs ( dxnorm−d e l t a ) . l e . 0 . 1 * d e l t a .
*
* t h i s s u b r o u t i n e c o m p l e t e s t h e s o l u t i o n o f t h e problem
* i f i t i s p r o v i d e d w i t h t h e n e c e s s a r y i n f o r m a t i o n from t h e
* qr f a c t o r i z a t i o n , w i t h column p i v o t i n g , o f a . t h a t i s , i f
* a*p = q*r , where p i s a p e r m u t a t i o n ma t r i x , q has o r t h o g o n a l
* columns , and r i s an upper t r i a n g u l a r m a t r i x w i t h d i a g o n a l
* e l e m e n t s o f n o n i n c r e a s i n g magni tude , t h e n lmpar e x p e c t s
* t h e f u l l upper t r i a n g l e o f r , t h e p e r m u t a t i o n m a t r i x p ,
* and t h e f i r s t n components o f ( q t r a n s p o s e ) *b . on o u t p u t
* lmpar a l s o p r o v i d e s an upper t r i a n g u l a r m a t r i x s such t h a t
*
* t t t
* p * ( a *a + par *d*d ) *p = s * s .
*
* s i s employed w i t h i n lmpar and may be o f s e p a r a t e i n t e r e s t .
*
* o n l y a few i t e r a t i o n s are g e n e r a l l y needed f o r c o n v e r g e n c e
* o f t h e a l g o r i t h m . i f , however , t h e l i m i t o f 10 i t e r a t i o n s
* i s reached , t h e n t h e o u t p u t par w i l l c o n t a i n t h e b e s t
* v a l u e o b t a i n e d so f a r .
*
* p a r a m e t e r s :
*
* n i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e s e t t o t h e o r d e r o f r .
*
* r i s an n by n a r r a y . on i n p u t t h e f u l l upper t r i a n g l e
* must c o n t a i n t h e f u l l upper t r i a n g l e o f t h e m a t r i x r .
* on o u t p u t t h e f u l l upper t r i a n g l e i s u n a l t e r e d , and t h e
* s t r i c t l ower t r i a n g l e c o n t a i n s t h e s t r i c t upper t r i a n g l e
* ( t r a n s p o s e d ) o f t h e upper t r i a n g u l a r m a t r i x s .
*
* l d r i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e n o t l e s s t han n
* which s p e c i f i e s t h e l e a d i n g d i m e n s i o n o f t h e a r r a y r .
*
* i p v t i s an i n t e g e r i n p u t a r r a y o f l e n g t h n which d e f i n e s t h e
* p e r m u t a t i o n m a t r i x p such t h a t a*p = q* r . column j o f p
* i s column i p v t ( j ) o f t h e i d e n t i t y m a t r i x .
*
* d iag i s an i n p u t a r r a y o f l e n g t h n which must c o n t a i n t h e
* d i a g o n a l e l e m e n t s o f t h e m a t r i x d .
*
* q t b i s an i n p u t a r r a y o f l e n g t h n which must c o n t a i n t h e f i r s t
* n e l e m e n t s o f t h e v e c t o r ( q t r a n s p o s e ) *b .
*
* d e l t a i s a p o s i t i v e i n p u t v a r i a b l e which s p e c i f i e s an upper
* bound on t h e e u c l i d e a n norm o f d* x .
*
* par i s a n o n n e g a t i v e v a r i a b l e . on i n p u t par c o n t a i n s an
* i n i t i a l e s t i m a t e o f t h e l e v e n b e r g−marquardt parame te r .
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* on o u t p u t par c o n t a i n s t h e f i n a l e s t i m a t e .
*
* x i s an o u t p u t a r r a y o f l e n g t h n which c o n t a i n s t h e l e a s t
* s q u a r e s s o l u t i o n o f t h e s y s t e m a* x = b , s q r t ( par ) *d* x = 0 ,
* f o r t h e o u t p u t par .
*
* s d i a g i s an o u t p u t a r r a y o f l e n g t h n which c o n t a i n s t h e
* d i a g o n a l e l e m e n t s o f t h e upper t r i a n g u l a r m a t r i x s .
*
* wa1 and wa2 are work a r r a y s o f l e n g t h n .
*
* /
i n t i , i t e r , j , n s i n g ;
double dxnorm , fp , fp_o ld , gnorm , parc , p a r l , pa ru ;
double sum , temp ;
s t a t i c double p1 = 0 . 1 ;
s t a t i c double p001 = 0 . 0 0 1 ;
# i f BUG
p r i n t f ( " lmpar \ n " ) ;
# e n d i f
/ / *** compute and s t o r e i n x t h e gauss−newton d i r e c t i o n . i f t h e
/ / j a c o b i a n i s rank−d e f i c i e n t , o b t a i n a l e a s t s q u a r e s s o l u t i o n .
n s i n g = n ;
f o r ( j =0 ; j <n ; j ++ )
{
wa1 [ j ] = q t b [ j ] ;
i f ( r [ j * l d r + j ] == 0 && n s i n g == n )
n s i n g = j ;
i f ( n s i n g < n )
wa1 [ j ] = 0 ;
}
# i f BUG
p r i n t f ( " n s i n g %d " , n s i n g ) ;
# e n d i f
f o r ( j = ns ing −1; j >=0; j−− )
{
wa1 [ j ] = wa1 [ j ] / r [ j + l d r * j ] ;
temp = wa1 [ j ] ;
f o r ( i =0 ; i < j ; i ++ )
wa1 [ i ] −= r [ j * l d r + i ]* temp ;
}
f o r ( j =0 ; j <n ; j ++ )
x [ i p v t [ j ] ] = wa1 [ j ] ;
/ / *** i n i t i a l i z e t h e i t e r a t i o n c o u n t e r .
/ / e v a l u a t e t h e f u n c t i o n a t t h e o r i g i n , and t e s t
/ / f o r a c c e p t a n c e o f t h e gauss−newton d i r e c t i o n .
i t e r = 0 ;
f o r ( j =0 ; j <n ; j ++ )
wa2 [ j ] = d i a g [ j ]* x [ j ] ;
dxnorm = lm_enorm ( n , wa2 ) ;
fp = dxnorm − d e l t a ;
i f ( fp <= p1* d e l t a )
{
# i f BUG
p r i n t f ( " lmpar / t e r m i n a t e ( fp < d e l t a / 1 0 \ n " ) ;
# e n d i f
* p a r = 0 ;
re turn ;
}
/ / *** i f t h e j a c o b i a n i s n o t rank d e f i c i e n t , t h e newton
/ / s t e p p r o v i d e s a lower bound , par l , f o r t h e 0 . o f
/ / t h e f u n c t i o n . o t h e r w i s e s e t t h i s bound t o 0 . .
p a r l = 0 ;
i f ( n s i n g >= n )
{
f o r ( j =0 ; j <n ; j ++ )
wa1 [ j ] = d i a g [ i p v t [ j ] ] * wa2 [ i p v t [ j ] ] / dxnorm ;
f o r ( j =0 ; j <n ; j ++ )
{
sum = 0 . ;
f o r ( i =0 ; i < j ; i ++ )
sum += r [ j * l d r + i ]* wa1 [ i ] ;
wa1 [ j ] = ( wa1 [ j ] − sum ) / r [ j + l d r * j ] ;
}
temp = lm_enorm ( n , wa1 ) ;
p a r l = fp / d e l t a / temp / temp ;
}
/ / *** c a l c u l a t e an upper bound , paru , f o r t h e 0 . o f t h e f u n c t i o n .
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f o r ( j =0 ; j <n ; j ++ )
{
sum = 0 ;
f o r ( i =0 ; i <= j ; i ++ )
sum += r [ j * l d r + i ]* q t b [ i ] ;
wa1 [ j ] = sum / d i a g [ i p v t [ j ] ] ;
}
gnorm = lm_enorm ( n , wa1 ) ;
pa ru = gnorm / d e l t a ;
i f ( pa ru == 0 . )
pa ru = LM_DWARF/ MIN( d e l t a , p1 ) ;
/ / *** i f t h e i n p u t par l i e s o u t s i d e o f t h e i n t e r v a l ( par l , paru ) ,
/ / s e t par t o t h e c l o s e r e n d p o i n t .
* p a r = MAX( * par , p a r l ) ;
* p a r = MIN( * par , pa ru ) ;
i f ( * p a r == 0 . )
* p a r = gnorm / dxnorm ;
# i f BUG
p r i n t f ( " lmpar / p a r l %.4 e p a r %.4 e pa ru %.4 e \ n " , p a r l , * par , pa ru ) ;
# e n d i f
/ / *** i t e r a t e .
f o r ( ; ; i t e r ++ ) {
/ / *** e v a l u a t e t h e f u n c t i o n a t t h e c u r r e n t v a l u e o f par .
i f ( * p a r == 0 . )
* p a r = MAX(LM_DWARF, p001 * pa ru ) ;
temp = s q r t ( * p a r ) ;
f o r ( j =0 ; j <n ; j ++ )
wa1 [ j ] = temp * d i a g [ j ] ;
l m _ q r s o l v ( n , r , l d r , i p v t , wa1 , qtb , x , s d i a g , wa2 ) ;
f o r ( j =0 ; j <n ; j ++ )
wa2 [ j ] = d i a g [ j ]* x [ j ] ;
dxnorm = lm_enorm ( n , wa2 ) ;
f p _ o l d = fp ;
fp = dxnorm − d e l t a ;
/ / *** i f t h e f u n c t i o n i s s m a l l enough , a c c e p t t h e c u r r e n t v a l u e
/ / o f par . a l s o t e s t f o r t h e e x c e p t i o n a l c a s e s where p a r l
/ / i s 0 . or t h e number o f i t e r a t i o n s has reached 1 0 .
i f ( f a b s ( fp ) <= p1* d e l t a| | ( p a r l == 0 . && fp <= f p _ o l d && f p _ o l d < 0 . )
| | i t e r == 10 )
break ; / / t h e o n l y e x i t from t h i s loop
/ / *** compute t h e Newton c o r r e c t i o n .
f o r ( j =0 ; j <n ; j ++ )
wa1 [ j ] = d i a g [ i p v t [ j ] ] * wa2 [ i p v t [ j ] ] / dxnorm ;
f o r ( j =0 ; j <n ; j ++ )
{
wa1 [ j ] = wa1 [ j ] / s d i a g [ j ] ;
f o r ( i = j +1 ; i <n ; i ++ )
wa1 [ i ] −= r [ j * l d r + i ]* wa1 [ j ] ;
}
temp = lm_enorm ( n , wa1 ) ;
p a r c = fp / d e l t a / temp / temp ;
/ / *** depend ing on t h e s i g n o f t h e f u n c t i o n , upd a t e p a r l or paru .
i f ( fp > 0)
p a r l = MAX( p a r l , * p a r ) ;
e l s e i f ( fp < 0)
pa ru = MIN( paru , * p a r ) ;
/ / t h e ca se f p ==0 i s p r e c l u d e d by t h e break c o n d i t i o n
/ / *** compute an improved e s t i m a t e f o r par .
* p a r = MAX( p a r l , * p a r + p a r c ) ;
}
}
void l m _ q r f a c ( i n t m, i n t n , double * a , i n t p i v o t , i n t * i p v t ,
double * r d i a g , double * acnorm , double * wa )
{
/ *
* t h i s s u b r o u t i n e u s e s h o u s e h o l d e r t r a n s f o r m a t i o n s w i t h column
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* p i v o t i n g ( o p t i o n a l ) t o compute a qr f a c t o r i z a t i o n o f t h e
* m by n m a t r i x a . t h a t i s , q r f a c d e t e r m i n e s an o r t h o g o n a l
* m a t r i x q , a p e r m u t a t i o n m a t r i x p , and an upper t r a p e z o i d a l
* m a t r i x r w i t h d i a g o n a l e l e m e n t s o f n o n i n c r e a s i n g magni tude ,
* such t h a t a*p = q* r . t h e h o u s e h o l d e r t r a n s f o r m a t i o n f o r
* column k , k = 1 , 2 , . . . , min (m, n ) , i s o f t h e form
*
* t
* i − ( 1 / u ( k ) ) *u*u
*
* where u has 0 . s i n t h e f i r s t k−1 p o s i t i o n s . t h e form o f
* t h i s t r a n s f o r m a t i o n and t h e method o f p i v o t i n g f i r s t
* appeared i n t h e c o r r e s p o n d i n g l i n p a c k s u b r o u t i n e .
*
* p a r a m e t e r s :
*
* m i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e s e t t o t h e number
* o f rows o f a .
*
* n i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e s e t t o t h e number
* o f columns o f a .
*
* a i s an m by n a r r a y . on i n p u t a c o n t a i n s t h e m a t r i x f o r
* which t h e qr f a c t o r i z a t i o n i s t o be computed . on o u t p u t
* t h e s t r i c t upper t r a p e z o i d a l p a r t o f a c o n t a i n s t h e s t r i c t
* upper t r a p e z o i d a l p a r t o f r , and t h e lower t r a p e z o i d a l
* p a r t o f a c o n t a i n s a f a c t o r e d form o f q ( t h e non−t r i v i a l
* e l e m e n t s o f t h e u v e c t o r s d e s c r i b e d above ) .
*
* p i v o t i s a l o g i c a l i n p u t v a r i a b l e . i f p i v o t i s s e t t r u e ,
* t h e n column p i v o t i n g i s e n f o r c e d . i f p i v o t i s s e t f a l s e ,
* t h e n no column p i v o t i n g i s done .
*
* i p v t i s an i n t e g e r o u t p u t a r r a y o f l e n g t h l i p v t . i p v t
* d e f i n e s t h e p e r m u t a t i o n m a t r i x p such t h a t a*p = q* r .
* column j o f p i s column i p v t ( j ) o f t h e i d e n t i t y m a t r i x .
* i f p i v o t i s f a l s e , i p v t i s n o t r e f e r e n c e d .
*
* r d i a g i s an o u t p u t a r r a y o f l e n g t h n which c o n t a i n s t h e
* d i a g o n a l e l e m e n t s o f r .
*
* acnorm i s an o u t p u t a r r a y o f l e n g t h n which c o n t a i n s t h e
* norms o f t h e c o r r e s p o n d i n g columns o f t h e i n p u t m a t r i x a .
* i f t h i s i n f o r m a t i o n i s n o t needed , t h e n acnorm can c o i n c i d e
* w i t h r d i a g .
*
* wa i s a work a r r a y o f l e n g t h n . i f p i v o t i s f a l s e , t h e n wa
* can c o i n c i d e w i t h r d i a g .
*
* /
i n t i , j , k , kmax , minmn ;
double ajnorm , sum , temp ;
s t a t i c double p05 = 0 . 0 5 ;
/ / *** compute t h e i n i t i a l column norms and i n i t i a l i z e s e v e r a l a r r a y s .
f o r ( j =0 ; j <n ; j ++ )
{
acnorm [ j ] = lm_enorm (m, &a [ j *m] ) ;
r d i a g [ j ] = acnorm [ j ] ;
wa [ j ] = r d i a g [ j ] ;
i f ( p i v o t )
i p v t [ j ] = j ;
}
# i f BUG
p r i n t f ( " q r f a c \ n " ) ;
# e n d i f
/ / *** re d uc e a t o r w i t h h o u s e h o l d e r t r a n s f o r m a t i o n s .
minmn = MIN(m, n ) ;
f o r ( j =0 ; j <minmn ; j ++ )
{
i f ( ! p i v o t ) goto p i v o t _ o k ;
/ / *** b r i n g t h e column o f l a r g e s t norm i n t o t h e p i v o t p o s i t i o n .
kmax = j ;
f o r ( k= j +1 ; k<n ; k++ )
i f ( r d i a g [ k ] > r d i a g [ kmax ] )
kmax = k ;
i f ( kmax == j ) goto p i v o t _ o k ; / / bug f i x e d i n r e l 2 . 1
f o r ( i =0 ; i <m; i ++ )
{
temp = a [ j *m+ i ] ;
a [ j *m+ i ] = a [ kmax*m+ i ] ;
a [ kmax*m+ i ] = temp ;
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}
r d i a g [ kmax ] = r d i a g [ j ] ;
wa [ kmax ] = wa [ j ] ;
k = i p v t [ j ] ;
i p v t [ j ] = i p v t [ kmax ] ;
i p v t [ kmax ] = k ;
p i v o t _ o k :
/ / *** compute t h e Househo lder t r a n s f o r m a t i o n t o re du ce t h e
/ / j−t h column o f a t o a m u l t i p l e o f t h e j−t h u n i t v e c t o r .
a jnorm = lm_enorm ( m−j , &a [ j *m+ j ] ) ;
i f ( a jnorm == 0 . )
{
r d i a g [ j ] = 0 ;
c o nt i n u e ;
}
i f ( a [ j *m+ j ] < 0 . )
a jnorm = −a jnorm ;
f o r ( i = j ; i <m; i ++ )
a [ j *m+ i ] /= a jnorm ;
a [ j *m+ j ] += 1 ;
/ / *** a p p l y t h e t r a n s f o r m a t i o n t o t h e r e m a i n i n g columns
/ / and u pd a t e t h e norms .
f o r ( k= j +1 ; k<n ; k++ )
{
sum = 0 ;
f o r ( i = j ; i <m; i ++ )
sum += a [ j *m+ i ]* a [ k*m+ i ] ;
temp = sum / a [ j +m* j ] ;
f o r ( i = j ; i <m; i ++ )
a [ k*m+ i ] −= temp * a [ j *m+ i ] ;
i f ( p i v o t && r d i a g [ k ] != 0 . )
{
temp = a [m*k+ j ] / r d i a g [ k ] ;
temp = MAX( 0 . , 1−temp * temp ) ;
r d i a g [ k ] *= s q r t ( temp ) ;
temp = r d i a g [ k ] / wa [ k ] ;
i f ( p05 *SQR( temp ) <= LM_MACHEP )
{
r d i a g [ k ] = lm_enorm ( m−j −1, &a [m*k+ j + 1 ] ) ;
wa [ k ] = r d i a g [ k ] ;
}
}
}
r d i a g [ j ] = −a jnorm ;
}
}
void l m _ q r s o l v ( i n t n , double * r , i n t l d r , i n t * i p v t , double * diag ,
double * qtb , double * x , double * s d i a g , double * wa )
{
/ *
* g i v e n an m by n m a t r i x a , an n by n d i a g o n a l m a t r i x d ,
* and an m−v e c t o r b , t h e problem i s t o d e t e r m i n e an x which
* s o l v e s t h e s y s t e m
*
* a* x = b , d* x = 0 ,
*
* i n t h e l e a s t s q u a r e s s e n s e .
*
* t h i s s u b r o u t i n e c o m p l e t e s t h e s o l u t i o n o f t h e problem
* i f i t i s p r o v i d e d w i t h t h e n e c e s s a r y i n f o r m a t i o n from t h e
* qr f a c t o r i z a t i o n , w i t h column p i v o t i n g , o f a . t h a t i s , i f
* a*p = q*r , where p i s a p e r m u t a t i o n ma t r i x , q has o r t h o g o n a l
* columns , and r i s an upper t r i a n g u l a r m a t r i x w i t h d i a g o n a l
* e l e m e n t s o f n o n i n c r e a s i n g magni tude , t h e n q r s o l v e x p e c t s
* t h e f u l l upper t r i a n g l e o f r , t h e p e r m u t a t i o n m a t r i x p ,
* and t h e f i r s t n components o f ( q t r a n s p o s e ) *b . t h e s y s t e m
* a* x = b , d* x = 0 , i s t h e n e q u i v a l e n t t o
*
* t t
* r * z = q *b , p *d*p* z = 0 ,
*
* where x = p* z . i f t h i s s y s t e m does n o t have f u l l rank ,
* t h e n a l e a s t s q u a r e s s o l u t i o n i s o b t a i n e d . on o u t p u t q r s o l v
* a l s o p r o v i d e s an upper t r i a n g u l a r m a t r i x s such t h a t
125
** t t t
* p * ( a *a + d*d ) *p = s * s .
*
* s i s computed w i t h i n q r s o l v and may be o f s e p a r a t e i n t e r e s t .
*
* p a r a m e t e r s
*
* n i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e s e t t o t h e o r d e r o f r .
*
* r i s an n by n a r r a y . on i n p u t t h e f u l l upper t r i a n g l e
* must c o n t a i n t h e f u l l upper t r i a n g l e o f t h e m a t r i x r .
* on o u t p u t t h e f u l l upper t r i a n g l e i s u n a l t e r e d , and t h e
* s t r i c t lower t r i a n g l e c o n t a i n s t h e s t r i c t upper t r i a n g l e
* ( t r a n s p o s e d ) o f t h e upper t r i a n g u l a r m a t r i x s .
*
* l d r i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e n o t l e s s t han n
* which s p e c i f i e s t h e l e a d i n g d i m e n s i o n o f t h e a r r a y r .
*
* i p v t i s an i n t e g e r i n p u t a r r a y o f l e n g t h n which d e f i n e s t h e
* p e r m u t a t i o n m a t r i x p such t h a t a*p = q* r . column j o f p
* i s column i p v t ( j ) o f t h e i d e n t i t y m a t r i x .
*
* d iag i s an i n p u t a r r a y o f l e n g t h n which must c o n t a i n t h e
* d i a g o n a l e l e m e n t s o f t h e m a t r i x d .
*
* q t b i s an i n p u t a r r a y o f l e n g t h n which must c o n t a i n t h e f i r s t
* n e l e m e n t s o f t h e v e c t o r ( q t r a n s p o s e ) *b .
*
* x i s an o u t p u t a r r a y o f l e n g t h n which c o n t a i n s t h e l e a s t
* s q u a r e s s o l u t i o n o f t h e s y s t e m a* x = b , d* x = 0 .
*
* s d i a g i s an o u t p u t a r r a y o f l e n g t h n which c o n t a i n s t h e
* d i a g o n a l e l e m e n t s o f t h e upper t r i a n g u l a r m a t r i x s .
*
* wa i s a work a r r a y o f l e n g t h n .
*
* /
i n t i , kk , j , k , n s i n g ;
double q t b p j , sum , temp ;
double s i n , cos , t an , c o t a n ; / / t h e s e are l o c a l v a r i a b l e s , n o t f u n c t i o n s
s t a t i c double p25 = 0 . 2 5 ;
s t a t i c double p5 = 0 . 5 ;
/ / *** copy r and ( q t r a n s p o s e ) *b t o p r e s e r v e i n p u t and i n i t i a l i z e s .
/ / i n p a r t i c u l a r , save t h e d i a g o n a l e l e m e n t s o f r i n x .
f o r ( j =0 ; j <n ; j ++ )
{
f o r ( i = j ; i <n ; i ++ )
r [ j * l d r + i ] = r [ i * l d r + j ] ;
x [ j ] = r [ j * l d r + j ] ;
wa [ j ] = q t b [ j ] ;
}
# i f BUG
p r i n t f ( " q r s o l v \ n " ) ;
# e n d i f
/ / *** e l i m i n a t e t h e d i a g o n a l m a t r i x d u s i n g a g i v e n s r o t a t i o n .
f o r ( j =0 ; j <n ; j ++ )
{
/ / *** p r e p a r e t h e row o f d t o be e l i m i n a t e d , l o c a t i n g t h e
/ / d i a g o n a l e l e m e n t u s i n g p from t h e qr f a c t o r i z a t i o n .
i f ( d i a g [ i p v t [ j ] ] == 0 . )
goto L90 ;
f o r ( k= j ; k<n ; k++ )
s d i a g [ k ] = 0 . ;
s d i a g [ j ] = d i a g [ i p v t [ j ] ] ;
/ / *** t h e t r a n s f o r m a t i o n s t o e l i m i n a t e t h e row o f d
/ / m od i f y o n l y a s i n g l e e l e m e n t o f ( q t r a n s p o s e ) *b
/ / beyond t h e f i r s t n , which i s i n i t i a l l y 0 . .
q t b p j = 0 . ;
f o r ( k= j ; k<n ; k++ )
{
/ / d e t e r m i n e a g i v e n s r o t a t i o n which e l i m i n a t e s t h e
/ / a p p r o p r i a t e e l e m e n t i n t h e c u r r e n t row o f d .
i f ( s d i a g [ k ] == 0 . )
c o n t i n u e ;
kk = k + l d r * k ; / / <! keep t h i s s h o r t h a n d !>
i f ( f a b s ( r [ kk ] ) < f a b s ( s d i a g [ k ] ) )
{
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c o t a n = r [ kk ] / s d i a g [ k ] ;
s i n = p5 / s q r t ( p25+p25 *SQR( c o t a n ) ) ;
cos = s i n * c o t a n ;
}
e l s e
{
t a n = s d i a g [ k ] / r [ kk ] ;
cos = p5 / s q r t ( p25+p25*SQR( t a n ) ) ;
s i n = cos * t a n ;
}
/ / *** compute t h e m o d i f i e d d i a g o n a l e l e m e n t o f r and
/ / t h e m o d i f i e d e l e m e n t o f ( ( q t r a n s p o s e ) *b , 0 ) .
r [ kk ] = cos * r [ kk ] + s i n * s d i a g [ k ] ;
temp = cos *wa [ k ] + s i n * q t b p j ;
q t b p j = −s i n *wa [ k ] + cos * q t b p j ;
wa [ k ] = temp ;
/ / *** a c c u m u l a t e t h e t r a n f o r m a t i o n i n t h e row o f s .
f o r ( i =k +1; i <n ; i ++ )
{
temp = cos * r [ k* l d r + i ] + s i n * s d i a g [ i ] ;
s d i a g [ i ] = −s i n * r [ k* l d r + i ] + cos * s d i a g [ i ] ;
r [ k* l d r + i ] = temp ;
}
}
L90 :
/ / *** s t o r e t h e d i a g o n a l e l e m e n t o f s and r e s t o r e
/ / t h e c o r r e s p o n d i n g d i a g o n a l e l e m e n t o f r .
s d i a g [ j ] = r [ j * l d r + j ] ;
r [ j * l d r + j ] = x [ j ] ;
}
/ / *** s o l v e t h e t r i a n g u l a r s y s t e m f o r z . i f t h e s y s t e m i s
/ / s i n g u l a r , t h e n o b t a i n a l e a s t s q u a r e s s o l u t i o n .
n s i n g = n ;
f o r ( j =0 ; j <n ; j ++ )
{
i f ( s d i a g [ j ] == 0 . && n s i n g == n )
n s i n g = j ;
i f ( n s i n g < n )
wa [ j ] = 0 ;
}
f o r ( j = ns ing −1; j >=0; j−− )
{
sum = 0 ;
f o r ( i = j +1 ; i < n s i n g ; i ++ )
sum += r [ j * l d r + i ]* wa [ i ] ;
wa [ j ] = ( wa [ j ] − sum ) / s d i a g [ j ] ;
}
/ / *** permute t h e components o f z back t o components o f x .
f o r ( j =0 ; j <n ; j ++ )
x [ i p v t [ j ] ] = wa [ j ] ;
}
double lm_enorm ( i n t n , double *x )
{
/ * g i v e n an n−v e c t o r x , t h i s f u n c t i o n c a l c u l a t e s t h e
* e u c l i d e a n norm o f x .
*
* t h e e u c l i d e a n norm i s computed by a c c u m u l a t i n g t h e sum o f
* s q u a r e s i n t h r e e d i f f e r e n t sums . t h e sums o f s q u a r e s f o r t h e
* s m a l l and l a r g e components are s c a l e d so t h a t no o v e r f l o w s
* occur . non−d e s t r u c t i v e u n d e r f l o w s are p e r m i t t e d . u n d e r f l o w s
* and o v e r f l o w s do n o t occur i n t h e c o m p u t a t i o n o f t h e u n s c a l e d
* sum o f s q u a r e s f o r t h e i n t e r m e d i a t e components .
* t h e d e f i n i t i o n s o f smal l , i n t e r m e d i a t e and l a r g e components
* depend on two c o n s t a n t s , LM_SQRT_DWARF and LM_SQRT_GIANT . t h e main
* r e s t r i c t i o n s on t h e s e c o n s t a n t s are t h a t LM_SQRT_DWARF**2 n o t
* u n d e r f l o w and LM_SQRT_GIANT**2 n o t o v e r f l o w .
*
* p a r a m e t e r s
*
* n i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e .
*
* x i s an i n p u t a r r a y o f l e n g t h n .
* /
i n t i ;
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double a g i a n t , s1 , s2 , s3 , xabs , x1max , x3max , temp ;
s1 = 0 ;
s2 = 0 ;
s3 = 0 ;
x1max = 0 ;
x3max = 0 ;
a g i a n t = LM_SQRT_GIANT / ( ( double ) n ) ;
f o r ( i =0 ; i <n ; i ++ )
{
xabs = f a b s ( x [ i ] ) ;
i f ( xabs > LM_SQRT_DWARF && xabs < a g i a n t )
{
/ / ** sum f o r i n t e r m e d i a t e components .
s2 += xabs * xabs ;
c o n t i n u e ;
}
i f ( xabs > LM_SQRT_DWARF )
{
/ / ** sum f o r l a r g e components .
i f ( xabs > x1max )
{
temp = x1max / xabs ;
s1 = 1 + s1 *SQR( temp ) ;
x1max = xabs ;
}
e l s e
{
temp = xabs / x1max ;
s1 += SQR( temp ) ;
}
c o n t i n u e ;
}
/ / ** sum f o r s m a l l components .
i f ( xabs > x3max )
{
temp = x3max / xabs ;
s3 = 1 + s3 *SQR( temp ) ;
x3max = xabs ;
}
e l s e
{
i f ( xabs != 0 . )
{
temp = xabs / x3max ;
s3 += SQR( temp ) ;
}
}
}
/ / *** c a l c u l a t i o n o f norm .
i f ( s1 != 0)
re turn x1max* s q r t ( s1 + ( s2 / x1max ) / x1max ) ;
i f ( s2 != 0)
{
i f ( s2 >= x3max )
re turn s q r t ( s2 * ( 1 + ( x3max / s2 ) * ( x3max* s3 ) ) ) ;
e l s e
re turn s q r t ( x3max * ( ( s2 / x3max ) +( x3max* s3 ) ) ) ;
}
re turn x3max* s q r t ( s3 ) ;
}
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D.2.3 lmmin_bc.h & lmmin_bc.c
Listing 14: lmmin_bc.h
/ / s l i g h t y a l t e r e d v e r s i o n s o f lmmin . h and lmmin . c t o i n c l u d e
/ / box c o n s t r a i n t s on t h e p a r a m e t e r s
/ /
/ / ( l b=lower bound ub=upper bound )
/ / s e a r c h f o r *** t o f i n d t h e s i g n i f i c a n t changes
#pragma once
# i n c l u d e " lmmin . h "
void lm_minimize_bc ( i n t m_dat , i n t n_par , double * par ,
l m _ e v a l u a t e _ f t y p e * e v a l u a t e , l m _ p r i n t _ f t y p e * p r i n t o u t ,
void * da ta , l m _ c o n t r o l _ t y p e * c o n t r o l ,
double * lb , double * ub ) ;
/ / low−l e v e l i n t e r f a c e f o r f u l l c o n t r o l :
void lm_ lmdi f_bc ( i n t m, i n t n , double * x , double * fvec , double f t o l , double x t o l ,
double g t o l , i n t maxfev , double eps f cn , double * diag , i n t mode ,
double f a c t o r , i n t * i n f o , i n t * nfev ,
double * f j a c , i n t * i p v t , double * q t f ,
double * wa1 , double * wa2 , double * wa3 , double * wa4 ,
l m _ e v a l u a t e _ f t y p e * e v a l u a t e , l m _ p r i n t _ f t y p e * p r i n t o u t ,
void * da ta ,
double * lb , double * ub ) ;
Listing 15: lmmin_bc.c
/ *
* l m f i t
*
* S o l v e s or m i n i m i z e s t h e sum o f s q u a r e s o f m n o n l i n e a r
* f u n c t i o n s o f n v a r i a b l e s .
*
* From p u b l i c domain F o r t r a n v e r s i o n
* o f Argonne N a t i o n a l L a b o r a t o r i e s MINPACK
* argonne n a t i o n a l l a b o r a t o r y . minpack p r o j e c t . march 1980 .
* b u r t o n s . garbow , k e n n e t h e . h i l l s t r o m , j o r g e j . more
* C t r a n s l a t i o n by S t e v e Moshier
* Joachim Wut tke c o n v e r t e d t h e s o u r c e i n t o C++ c o m p a t i b l e ANSI s t y l e
* and p r o v i d e d a s i m p l i f i e d i n t e r f a c e
* /
# i n c l u d e < s t d l i b . h>
# i n c l u d e <math . h>
# i n c l u d e " lmmin_bc . h "
# d e f i n e _LMDIF
/ * *********************** high−l e v e l i n t e r f a c e **************************** * /
void lm_minimize_bc ( i n t m_dat , i n t n_par , double * par ,
l m _ e v a l u a t e _ f t y p e * e v a l u a t e , l m _ p r i n t _ f t y p e * p r i n t o u t ,
void * da ta , l m _ c o n t r o l _ t y p e * c o n t r o l ,
double * lb , double * ub )
{
/ / *** a l l o c a t e work space .
double * fvec , * d iag , * f j a c , * q t f , *wa1 , *wa2 , *wa3 , *wa4 ;
i n t * i p v t ;
i n t n = n_par ;
i n t m = m_dat ;
i f ( ! ( f v e c = ( double *) ma l l o c ( m* s i z e o f ( double ) ) ) | |
! ( d i a g = ( double *) m a l lo c ( n* s i z e o f ( double ) ) ) | |
! ( q t f = ( double *) ma l l o c ( n* s i z e o f ( double ) ) ) | |
! ( f j a c = ( double *) m a l lo c ( n*m* s i z e o f ( double ) ) ) | |
! ( wa1 = ( double *) ma l l o c ( n* s i z e o f ( double ) ) ) | |
! ( wa2 = ( double *) m a l lo c ( n* s i z e o f ( double ) ) ) | |
! ( wa3 = ( double *) ma l l o c ( n* s i z e o f ( double ) ) ) | |
! ( wa4 = ( double *) m a l lo c ( m* s i z e o f ( double ) ) ) | |
! ( i p v t = ( i n t *) m a l loc ( n* s i z e o f ( i n t ) ) ) ) {
c o n t r o l−>i n f o = 9 ;
re turn ;
}
/ / *** per form f i t .
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c o n t r o l−>i n f o = 0 ;
c o n t r o l−>nfev = 0 ;
/ / t h i s goes t h r o u g h t h e m o d i f i e d l e g a c y i n t e r f a c e :
lm_ lmdi f_bc ( m, n , par , fvec , c o n t r o l−>f t o l , c o n t r o l−>x t o l , c o n t r o l−>g t o l ,
c o n t r o l−>m a x c a l l * ( n +1) , c o n t r o l−>e p s i l o n , d iag , 1 ,
c o n t r o l−>s tepbound , &( c o n t r o l−>i n f o ) ,
&( c o n t r o l−>nf ev ) , f j a c , i p v t , q t f , wa1 , wa2 , wa3 , wa4 ,
e v a l u a t e , p r i n t o u t , da t a ,
lb , ub ) ;
(* p r i n t o u t ) ( n , par , m, fvec , da t a , −1, 0 , c o n t r o l−>nfev ) ;
c o n t r o l−>fnorm = lm_enorm (m, f v e c ) ;
i f ( c o n t r o l−>i n f o < 0 ) c o n t r o l−>i n f o = 1 0 ;
/ / *** c l e a n up .
f r e e ( f v e c ) ;
f r e e ( d i a g ) ;
f r e e ( q t f ) ;
f r e e ( f j a c ) ;
f r e e ( wa1 ) ;
f r e e ( wa2 ) ;
f r e e ( wa3 ) ;
f r e e ( wa4 ) ;
f r e e ( i p v t ) ;
}
/ * ************************** i m p l e m e n t a t i o n ******************************* * /
# d e f i n e BUG 0
# i f BUG
# i n c l u d e < s t d i o . h>
# e n d i f
/ / t h e f o l l o w i n g v a l u e s seem good f o r an x86 :
# d e f i n e LM_MACHEP . 5 5 5 e−16 / * r e s o l u t i o n o f a r i t h m e t i c * /
# d e f i n e LM_DWARF 9 . 9 e−324 / * s m a l l e s t nonzero number * /
/ / t h e f o l l w o i n g v a l u e s s h o u l d work on any machine :
/ / # d e f i n e LM_MACHEP 1 . 2 e−16
/ / # d e f i n e LM_DWARF 1 . 0 e−38
/ / t h e s q u a r e s o f t h e f o l l o w i n g c o n s t a n t s s h a l l n o t under / o v e r f l o w :
/ / t h e s e v a l u e s seem good f o r an x86 :
# d e f i n e LM_SQRT_DWARF 1 . e−160
# d e f i n e LM_SQRT_GIANT 1 . e150
/ / t h e f o l l o w i n g v a l u e s s h o u l d work on any machine :
/ / # d e f i n e LM_SQRT_DWARF 3 .834 e−20
/ / # d e f i n e LM_SQRT_GIANT 1 .304 e19
ex t er n void l m _ q r f a c ( i n t m, i n t n , double * a , i n t p i v o t , i n t * i p v t ,
double * r d i a g , double * acnorm , double * wa ) ;
e x t er n void l m _ q r s o l v ( i n t n , double * r , i n t l d r , i n t * i p v t , double * diag ,
double * qtb , double * x , double * s d i a g , double * wa ) ;
e x t er n void lm_lmpar ( i n t n , double * r , i n t l d r , i n t * i p v t , double * diag , double * qtb ,
double d e l t a , double * par , double * x , double * s d i a g ,
double * wa1 , double * wa2 ) ;
# d e f i n e MIN( a , b ) ( ( ( a ) <=(b ) ) ? ( a ) : ( b ) )
# d e f i n e MAX( a , b ) ( ( ( a ) >=(b ) ) ? ( a ) : ( b ) )
# d e f i n e SQR( x ) ( x ) * ( x )
/ / ***** t h e low−l e v e l l e g a c y i n t e r f a c e f o r f u l l c o n t r o l .
void lm_ lmdi f_bc ( i n t m, i n t n , double * x , double * fvec , double f t o l , double x t o l ,
double g t o l , i n t maxfev , double eps f cn , double * diag , i n t mode ,
double f a c t o r , i n t * i n f o , i n t * nfev ,
double * f j a c , i n t * i p v t , double * q t f ,
double * wa1 , double * wa2 , double * wa3 , double * wa4 ,
l m _ e v a l u a t e _ f t y p e * e v a l u a t e , l m _ p r i n t _ f t y p e * p r i n t o u t ,
void * da ta ,
double * lb , double * ub )
{
/ *
* t h e purpose o f l m d i f i s t o m i n i m i z e t h e sum o f t h e s q u a r e s o f
* m n o n l i n e a r f u n c t i o n s i n n v a r i a b l e s by a m o d i f i c a t i o n o f
* t h e l e v e n b e r g−marquardt a l g o r i t h m . t h e u s e r must p r o v i d e a
* s u b r o u t i n e e v a l u a t e which c a l c u l a t e s t h e f u n c t i o n s . t h e j a c o b i a n
* i s t h e n c a l c u l a t e d by a forward−d i f f e r e n c e a p p r o x i m a t i o n .
*
* t h e m u l t i−parame te r i n t e r f a c e l m _ l m d i f i s f o r u s e r s who want
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* f u l l c o n t r o l and f l e x i b i l i t y . most u s e r s w i l l be b e t t e r o f f u s i n g
* t h e s i m p l e r i n t e r f a c e l m f i t p r o v i d e d above .
*
* t h e p a r a m e t e r s are t h e same as i n t h e l e g a c y FORTRAN i m p l e m e n t a t i o n ,
* w i t h t h e f o l l o w i n g e x c e p t i o n s :
* t h e o l d parame te r l d f j a c which gave l e a d i n g d i m e n s i o n o f f j a c has
* been d e l e t e d because t h i s C t r a n s l a t i o n makes no use o f two−
* d i m e n s i o n a l a r r a y s ;
* t h e o l d parame te r n p r i n t has been d e l e t e d ; p r i n t o u t i s now c o n t r o l l e d
* by t h e user−s u p p l i e d r o u t i n e * p r i n t o u t ;
* t h e parame te r f i e l d * da ta and t h e f u n c t i o n p a r a m e t e r s * e v a l u a t e and
* * p r i n t o u t have been added ; t h e y h e l p a v o i d i n g g l o b a l v a r i a b l e s .
*
* p a r a m e t e r s :
*
* m i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e s e t t o t h e number
* o f f u n c t i o n s .
*
* n i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e s e t t o t h e number
* o f v a r i a b l e s . n must n o t e x ce e d m.
*
* x i s an a r r a y o f l e n g t h n . on i n p u t x must c o n t a i n
* an i n i t i a l e s t i m a t e o f t h e s o l u t i o n v e c t o r . on o u t p u t x
* c o n t a i n s t h e f i n a l e s t i m a t e o f t h e s o l u t i o n v e c t o r .
*
* f v e c i s an o u t p u t a r r a y o f l e n g t h m which c o n t a i n s
* t h e f u n c t i o n s e v a l u a t e d a t t h e o u t p u t x .
*
* f t o l i s a n o n n e g a t i v e i n p u t v a r i a b l e . t e r m i n a t i o n
* o c c u r s when bo th t h e a c t u a l and p r e d i c t e d r e l a t i v e
* r e d u c t i o n s i n t h e sum o f s q u a r e s are a t most f t o l .
* t h e r e f o r e , f t o l measures t h e r e l a t i v e e r r o r d e s i r e d
* i n t h e sum o f s q u a r e s .
*
* x t o l i s a n o n n e g a t i v e i n p u t v a r i a b l e . t e r m i n a t i o n
* o c c u r s when t h e r e l a t i v e e r r o r be tween two c o n s e c u t i v e
* i t e r a t e s i s a t most x t o l . t h e r e f o r e , x t o l measures t h e
* r e l a t i v e e r r o r d e s i r e d i n t h e a p p r o x i m a t e s o l u t i o n .
*
* g t o l i s a n o n n e g a t i v e i n p u t v a r i a b l e . t e r m i n a t i o n
* o c c u r s when t h e c o s i n e o f t h e a n g l e be tween f v e c and
* any column o f t h e j a c o b i a n i s a t most g t o l i n a b s o l u t e
* v a l u e . t h e r e f o r e , g t o l measures t h e o r t h o g o n a l i t y
* d e s i r e d be tween t h e f u n c t i o n v e c t o r and t h e columns
* o f t h e j a c o b i a n .
*
* maxfev i s a p o s i t i v e i n t e g e r i n p u t v a r i a b l e . t e r m i n a t i o n
* o c c u r s when t h e number o f c a l l s t o lm _ fc n i s a t l e a s t
* maxfev by t h e end o f an i t e r a t i o n .
*
* e p s f c n i s an i n p u t v a r i a b l e used i n d e t e r m i n i n g a s u i t a b l e
* s t e p l e n g t h f o r t h e forward−d i f f e r e n c e a p p r o x i m a t i o n . t h i s
* a p p r o x i m a t i o n assumes t h a t t h e r e l a t i v e e r r o r s i n t h e
* f u n c t i o n s are o f t h e o r d e r o f e p s f c n . i f e p s f c n i s l e s s
* than t h e machine p r e c i s i o n , i t i s assumed t h a t t h e r e l a t i v e
* e r r o r s i n t h e f u n c t i o n s are o f t h e o r d e r o f t h e machine
* p r e c i s i o n .
*
* d iag i s an a r r a y o f l e n g t h n . i f mode = 1 ( s e e below ) , d iag i s
* i n t e r n a l l y s e t . i f mode = 2 , d iag must c o n t a i n p o s i t i v e e n t r i e s
* t h a t s e r v e as m u l t i p l i c a t i v e s c a l e f a c t o r s f o r t h e v a r i a b l e s .
*
* mode i s an i n t e g e r i n p u t v a r i a b l e . i f mode = 1 , t h e
* v a r i a b l e s w i l l be s c a l e d i n t e r n a l l y . i f mode = 2 ,
* t h e s c a l i n g i s s p e c i f i e d by t h e i n p u t d iag . o t h e r
* v a l u e s o f mode are e q u i v a l e n t t o mode = 1 .
*
* f a c t o r i s a p o s i t i v e i n p u t v a r i a b l e used i n d e t e r m i n i n g t h e
* i n i t i a l s t e p bound . t h i s bound i s s e t t o t h e p r o d u c t o f
* f a c t o r and t h e e u c l i d e a n norm o f d iag * x i f nonzero , or e l s e
* t o f a c t o r i t s e l f . i n most c a s e s f a c t o r s h o u l d l i e i n t h e
* i n t e r v a l ( . 1 , 1 0 0 . ) . 1 0 0 . i s a g e n e r a l l y recommended v a l u e .
*
* i n f o i s an i n t e g e r o u t p u t v a r i a b l e t h a t i n d i c a t e s t h e t e r m i n a t i o n
* s t a t u s o f l m _ l m d i f as f o l l o w s :
*
* i n f o < 0 t e r m i n a t i o n r e q u e s t e d by user−s u p p l i e d r o u t i n e * e v a l u a t e ;
*
* i n f o = 0 improper i n p u t p a r a m e t e r s ;
*
* i n f o = 1 bo th a c t u a l and p r e d i c t e d r e l a t i v e r e d u c t i o n s
* i n t h e sum o f s q u a r e s are a t most f t o l ;
*
* i n f o = 2 r e l a t i v e e r r o r be tween two c o n s e c u t i v e i t e r a t e s
* i s a t most x t o l ;
*
* i n f o = 3 c o n d i t i o n s f o r i n f o = 1 and i n f o = 2 bo th ho ld ;
*
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* i n f o = 4 t h e c o s i n e o f t h e a n g l e be tween f v e c and any
* column o f t h e j a c o b i a n i s a t most g t o l i n
* a b s o l u t e v a l u e ;
*
* i n f o = 5 number o f c a l l s t o lm_ fc n has reached or
* e x c e e d e d maxfev ;
*
* i n f o = 6 f t o l i s t o o s m a l l . no f u r t h e r r e d u c t i o n i n
* t h e sum o f s q u a r e s i s p o s s i b l e ;
*
* i n f o = 7 x t o l i s t o o s m a l l . no f u r t h e r improvement i n
* t h e a p p r o x i m a t e s o l u t i o n x i s p o s s i b l e ;
*
* i n f o = 8 g t o l i s t o o s m a l l . f v e c i s o r t h o g o n a l t o t h e
* columns o f t h e j a c o b i a n t o machine p r e c i s i o n ;
*
* n f e v i s an o u t p u t v a r i a b l e s e t t o t h e number o f c a l l s t o t h e
* user−s u p p l i e d r o u t i n e * e v a l u a t e .
*
* f j a c i s an o u t p u t m by n a r r a y . t h e upper n by n s u b m a t r i x
* o f f j a c c o n t a i n s an upper t r i a n g u l a r m a t r i x r w i t h
* d i a g o n a l e l e m e n t s o f n o n i n c r e a s i n g magni tude such t h a t
*
* t t t
* p * ( j a c * j a c ) *p = r *r ,
*
* where p i s a p e r m u t a t i o n m a t r i x and j a c i s t h e f i n a l
* c a l c u l a t e d j a c o b i a n . column j o f p i s column i p v t ( j )
* ( s e e below ) o f t h e i d e n t i t y m a t r i x . t h e lower t r a p e z o i d a l
* p a r t o f f j a c c o n t a i n s i n f o r m a t i o n g e n e r a t e d d u r i n g
* t h e c o m p u t a t i o n o f r .
*
* i p v t i s an i n t e g e r o u t p u t a r r a y o f l e n g t h n . i p v t
* d e f i n e s a p e r m u t a t i o n m a t r i x p such t h a t j a c *p = q*r ,
* where j a c i s t h e f i n a l c a l c u l a t e d j a c o b i a n , q i s
* o r t h o g o n a l ( n o t s t o r e d ) , and r i s upper t r i a n g u l a r
* w i t h d i a g o n a l e l e m e n t s o f n o n i n c r e a s i n g magni tude .
* column j o f p i s column i p v t ( j ) o f t h e i d e n t i t y m a t r i x .
*
* q t f i s an o u t p u t a r r a y o f l e n g t h n which c o n t a i n s
* t h e f i r s t n e l e m e n t s o f t h e v e c t o r ( q t r a n s p o s e ) * f v e c .
*
* wa1 , wa2 , and wa3 are work a r r a y s o f l e n g t h n .
*
* wa4 i s a work a r r a y o f l e n g t h m.
*
* t h e f o l l o w i n g p a r a m e t e r s are newly i n t r o d u c e d i n t h i s C t r a n s l a t i o n :
*
* e v a l u a t e i s t h e name o f t h e s u b r o u t i n e which c a l c u l a t e s t h e f u n c t i o n s .
* a d e f a u l t i m p l e m e n t a t i o n l m _ e v a l u a t e _ d e f a u l t i s p r o v i d e d i n l m _ e v a l . c ;
* a l t e r n a t i v e l y , e v a l u a t e can be p r o v i d e d by a u s e r c a l l i n g program .
* i t s h o u l d be w r i t t e n as f o l l o w s :
*
* v o i d e v a l u a t e ( d ou b l e * par , i n t m_dat , dou b l e * f v e c ,
* v o i d * data , i n t * i n f o )
* {
* / / f o r ( i =0; i <m_dat ; ++i )
* / / c a l c u l a t e f v e c [ i ] f o r g i v e n p a r a m e t e r s par ;
* / / t o s t o p t h e m i n i m i z a t i o n ,
* / / s e t * i n f o t o a n e g a t i v e i n t e g e r .
* }
*
* p r i n t o u t i s t h e name o f t h e s u b r o u t i n e which n forms abou t f i t p r o g r e s s .
* a d e f a u l t i m p l e m e n t a t i o n l m _ p r i n t _ d e f a u l t i s p r o v i d e d i n l m _ e v a l . c ;
* a l t e r n a t i v e l y , p r i n t o u t can be p r o v i d e d by a u s e r c a l l i n g program .
* i t s h o u l d be w r i t t e n as f o l l o w s :
*
* v o i d p r i n t o u t ( i n t n_par , do ub l e * par , i n t m_dat , dou b l e * f v e c ,
* v o i d * data , i n t i f l a g , i n t i t e r , i n t n f e v )
* {
* / / i f l a g : 0 ( i n i t ) 1 ( o u t e r loop ) 2 ( i n n e r loop ) −1( t e r m i n a t e d )
* / / i t e r : o u t e r loop c o u n t e r
* / / n f e v : number o f c a l l s t o * e v a l u a t e
* }
*
* da ta i s an i n p u t p o i n t e r t o an a r b i t r a r y s t r u c t u r e t h a t i s pa s s ed t o
* e v a l u a t e . t y p i c a l l y , i t c o n t a i n s e x p e r i m e n t a l da ta t o be f i t t e d .
*
* /
i n t i , i t e r , j ;
double a c t r e d , d e l t a , d i r d e r , eps , fnorm , fnorm1 , gnorm , par , pnorm ,
p r e r e d , r a t i o , s t e p , sum , temp , temp1 , temp2 , temp3 , xnorm ;
s t a t i c double p1 = 0 . 1 ;
s t a t i c double p5 = 0 . 5 ;
s t a t i c double p25 = 0 . 2 5 ;
s t a t i c double p75 = 0 . 7 5 ;
s t a t i c double p0001 = 1 . 0 e−4;
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* n fev = 0 ; / / f u n c t i o n e v a l u a t i o n c o u n t e r
i t e r = 1 ; / / o u t e r loop c o u n t e r
p a r = 0 ; / / l e v e n b e r g−marquardt parame te r
d e l t a = 0 ; / / j u s t t o p r e v e n t a warning ( i n i t i a l i z a t i o n w i t h i n i f−c l a u s e )
xnorm = 0 ; / / d i t o
temp = MAX( eps fcn ,LM_MACHEP) ;
eps = s q r t ( temp ) ; / / used i n c a l c u l a t i n g t h e J a c o b i a n by forward d i f f e r e n c e s
/ / *** check t h e i n p u t p a r a m e t e r s f o r e r r o r s .
i f ( ( n <= 0) | | (m < n ) | | ( f t o l < 0 . )
| | ( x t o l < 0 . ) | | ( g t o l < 0 . ) | | ( maxfev <= 0) | | ( f a c t o r <= 0 . ) )
{
* i n f o = 0 ; / / i n v a l i d parame te r
re turn ;
}
i f ( mode == 2 ) / * s c a l i n g by d iag [ ] * /
{
f o r ( j =0 ; j <n ; j ++ ) / * check f o r n o n p o s i t i v e e l e m e n t s * /
{
i f ( d i a g [ j ] <= 0 . 0 )
{
* i n f o = 0 ; / / i n v a l i d parame te r
re turn ;
}
}
}
# i f BUG
p r i n t f ( " l m d i f \ n " ) ;
# e n d i f
/ / *** e v a l u a t e t h e f u n c t i o n a t t h e s t a r t i n g p o i n t and c a l c u l a t e i t s norm .
* i n f o = 0 ;
(* e v a l u a t e ) ( x , m, fvec , da t a , i n f o ) ;
(* p r i n t o u t ) ( n , x , m, fvec , da t a , 0 , 0 , ++(* n fev ) ) ;
i f ( * i n f o < 0 ) re turn ;
fnorm = lm_enorm (m, f v e c ) ;
/ / *** t h e o u t e r loop .
do {
# i f BUG
p r i n t f ( " l m d i f / o u t e r l oop i t e r =%d nfev=%d fnorm =%.10 e \ n " ,
i t e r , * nfev , fnorm ) ;
# e n d i f
/ / O** c a l c u l a t e t h e j a c o b i a n m a t r i x .
f o r ( j =0 ; j <n ; j ++ )
{
temp = x [ j ] ;
s t e p = eps * f a b s ( temp ) ;
i f ( s t e p == 0 . ) s t e p = eps ;
x [ j ] = temp + s t e p ;
* i n f o = 0 ;
(* e v a l u a t e ) ( x , m, wa4 , da t a , i n f o ) ;
(* p r i n t o u t ) ( n , x , m, wa4 , da t a , 1 , i t e r , ++(* n fev ) ) ;
i f ( * i n f o < 0 ) re turn ; / / u s e r r e q u e s t e d break
x [ j ] = temp ;
f o r ( i =0 ; i <m; i ++ )
f j a c [ j *m+ i ] = ( wa4 [ i ] − f v e c [ i ] ) / s t e p ;
}
# i f BUG>1
/ / DEBUG: p r i n t t h e e n t i r e m a t r i x
f o r ( i =0 ; i <m; i ++ )
{
f o r ( j =0 ; j <n ; j ++ )
p r i n t f ( " %.5 e " , y [ j *m+ i ] ) ;
p r i n t f ( " \ n " ) ;
}
# e n d i f
/ / O** compute t h e qr f a c t o r i z a t i o n o f t h e j a c o b i a n .
l m _ q r f a c ( m, n , f j a c , 1 , i p v t , wa1 , wa2 , wa3 ) ;
/ / O** on t h e f i r s t i t e r a t i o n . . .
i f ( i t e r == 1)
{
i f ( mode != 2)
/ / . . . s c a l e a c c o r d i n g t o t h e norms o f t h e columns o f t h e i n i t i a l j a c o b i a n .
{
f o r ( j =0 ; j <n ; j ++ )
{
d i a g [ j ] = wa2 [ j ] ;
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i f ( wa2 [ j ] == 0 . )
d i a g [ j ] = 1 . ;
}
}
/ / . . . c a l c u l a t e t h e norm o f t h e s c a l e d x and
/ / i n i t i a l i z e t h e s t e p bound d e l t a .
f o r ( j =0 ; j <n ; j ++ )
wa3 [ j ] = d i a g [ j ] * x [ j ] ;
xnorm = lm_enorm ( n , wa3 ) ;
d e l t a = f a c t o r *xnorm ;
i f ( d e l t a == 0 . )
d e l t a = f a c t o r ;
}
/ / O** form ( q t r a n s p o s e ) * f v e c and s t o r e t h e f i r s t n components i n q t f .
f o r ( i =0 ; i <m; i ++ )
wa4 [ i ] = f v e c [ i ] ;
f o r ( j =0 ; j <n ; j ++ )
{
temp3 = f j a c [ j *m+ j ] ;
i f ( temp3 != 0 . )
{
sum = 0 ;
f o r ( i = j ; i <m; i ++ )
sum += f j a c [ j *m+ i ] * wa4 [ i ] ;
temp = −sum / temp3 ;
f o r ( i = j ; i <m; i ++ )
wa4 [ i ] += f j a c [ j *m+ i ] * temp ;
}
f j a c [ j *m+ j ] = wa1 [ j ] ;
q t f [ j ] = wa4 [ j ] ;
}
/ / O** compute t h e norm o f t h e s c a l e d g r a d i e n t and t e s t f o r c o n v e r g e n c e .
gnorm = 0 ;
i f ( fnorm != 0 )
{
f o r ( j =0 ; j <n ; j ++ )
{
i f ( wa2 [ i p v t [ j ] ] == 0 ) c o n t i n u e ;
sum = 0 . ;
f o r ( i =0 ; i <= j ; i ++ )
sum += f j a c [ j *m+ i ] * q t f [ i ] / fnorm ;
gnorm = MAX( gnorm , f a b s ( sum / wa2 [ i p v t [ j ] ] ) ) ;
}
}
i f ( gnorm <= g t o l )
{
* i n f o = 4 ;
re turn ;
}
/ / O** r e s c a l e i f n e c e s s a r y .
i f ( mode != 2 )
{
f o r ( j =0 ; j <n ; j ++ )
d i a g [ j ] = MAX( d i a g [ j ] , wa2 [ j ] ) ;
}
/ / O** t h e i n n e r loop .
do {
# i f BUG
p r i n t f ( " l m d i f / i n n e r loop i t e r =%d nfev=%d \ n " , i t e r , * n f ev ) ;
# e n d i f
/ / OI* d e t e r m i n e t h e l e v e n b e r g−marquardt parame te r .
lm_lmpar ( n , f j a c ,m, i p v t , d iag , q t f , d e l t a ,& par , wa1 , wa2 , wa3 , wa4 ) ;
/ / OI* s t o r e t h e d i r e c t i o n p and x + p . c a l c u l a t e t h e norm o f p .
f o r ( j =0 ; j <n ; j ++ )
{
wa1 [ j ] = −wa1 [ j ] ;
/ / *** changes
i f ( x [ j ] + wa1 [ j ] < l b [ j ] ) wa1 [ j ] = l b [ j ] − x [ j ] ;
i f ( x [ j ] + wa1 [ j ] > ub [ j ] ) wa1 [ j ] = ub [ j ] − x [ j ] ;
/ / end o f changes
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wa2 [ j ] = x [ j ] + wa1 [ j ] ;
wa3 [ j ] = d i a g [ j ]* wa1 [ j ] ;
}
pnorm = lm_enorm ( n , wa3 ) ;
/ / OI* on t h e f i r s t i t e r a t i o n , a d j u s t t h e i n i t i a l s t e p bound .
i f ( * nfev <= 1+n ) / / bug c o r r e c t e d by J . Wut tke i n 2004
d e l t a = MIN( d e l t a , pnorm ) ;
/ / OI* e v a l u a t e t h e f u n c t i o n a t x + p and c a l c u l a t e i t s norm .
* i n f o = 0 ;
(* e v a l u a t e ) ( wa2 , m, wa4 , da t a , i n f o ) ;
(* p r i n t o u t ) ( n , x , m, wa4 , da t a , 2 , i t e r , ++(* n fev ) ) ;
i f ( * i n f o < 0 ) re turn ; / / u s e r r e q u e s t e d break
fnorm1 = lm_enorm (m, wa4 ) ;
# i f BUG
p r i n t f ( " l m d i f / pnorm %.10 e fnorm1 %.10 e fnorm %.10 e "
" d e l t a =%.10 e p a r =%.10 e \ n " ,
pnorm , fnorm1 , fnorm , d e l t a , p a r ) ;
# e n d i f
/ / OI* compute t h e s c a l e d a c t u a l r e d u c t i o n .
i f ( p1* fnorm1 < fnorm )
a c t r e d = 1 − SQR( fnorm1 / fnorm ) ;
e l s e
a c t r e d = −1;
/ / OI* compute t h e s c a l e d p r e d i c t e d r e d u c t i o n and
/ / t h e s c a l e d d i r e c t i o n a l d e r i v a t i v e .
f o r ( j =0 ; j <n ; j ++ )
{
wa3 [ j ] = 0 ;
f o r ( i =0 ; i <= j ; i ++ )
wa3 [ i ] += f j a c [ j *m+ i ]* wa1 [ i p v t [ j ] ] ;
}
temp1 = lm_enorm ( n , wa3 ) / fnorm ;
temp2 = s q r t ( p a r ) * pnorm / fnorm ;
p r e r e d = SQR( temp1 ) + 2 * SQR( temp2 ) ;
d i r d e r = − ( SQR( temp1 ) + SQR( temp2 ) ) ;
/ / OI* compute t h e r a t i o o f t h e a c t u a l t o t h e p r e d i c t e d r e d u c t i o n .
r a t i o = p r e r e d !=0 ? a c t r e d / p r e r e d : 0 ;
# i f BUG
p r i n t f ( " l m d i f / a c t r e d =%.10 e p r e r e d =%.10 e r a t i o =%.10 e "
" sq ( 1 ) =%.10 e sq ( 2 ) =%.10 e dd=%.10 e \ n " ,
a c t r e d , p r e r e d , p r e r e d !=0 ? r a t i o : 0 . ,
SQR( temp1 ) , SQR( temp2 ) , d i r d e r ) ;
# e n d i f
/ / OI* up da t e t h e s t e p bound .
i f ( r a t i o <= p25 )
{
i f ( a c t r e d >= 0 . )
temp = p5 ;
e l s e
temp = p5* d i r d e r / ( d i r d e r + p5* a c t r e d ) ;
i f ( p1* fnorm1 >= fnorm | | temp < p1 )
temp = p1 ;
d e l t a = temp * MIN( d e l t a , pnorm / p1 ) ;
p a r /= temp ;
}
e l s e i f ( p a r == 0 . | | r a t i o >= p75 )
{
d e l t a = pnorm / p5 ;
p a r *= p5 ;
}
/ / OI* t e s t f o r s u c c e s s f u l i t e r a t i o n . . .
i f ( r a t i o >= p0001 )
{
/ / . . . s u c c e s s f u l i t e r a t i o n . upd a t e x , f v e c , and t h e i r norms .
f o r ( j =0 ; j <n ; j ++ )
{
x [ j ] = wa2 [ j ] ;
wa2 [ j ] = d i a g [ j ]* x [ j ] ;
}
f o r ( i =0 ; i <m; i ++ )
f v e c [ i ] = wa4 [ i ] ;
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xnorm = lm_enorm ( n , wa2 ) ;
fnorm = fnorm1 ;
i t e r ++;
}
# i f BUG
e l s e {
p r i n t f ( "ATTN: i t e r a t i o n c o n s i d e r e d u n s u c c e s s f u l \ n " ) ;
}
# e n d i f
/ / OI* t e s t s f o r c o n v e r g e n c e ( o t h e r w i s e * i n f o = 1 , 2 , or 3 )
* i n f o = 0 ; / / do n o t t e r m i n a t e ( u n l e s s o v e r w r i t t e n by nonzero v a l u e )
i f ( f a b s ( a c t r e d ) <= f t o l && p r e r e d <= f t o l && p5* r a t i o <= 1 )
* i n f o = 1 ;
i f ( d e l t a <= x t o l *xnorm )
* i n f o += 2 ;
i f ( * i n f o != 0)
re turn ;
/ / OI* t e s t s f o r t e r m i n a t i o n and s t r i n g e n t t o l e r a n c e s .
i f ( * n f ev >= maxfev )
* i n f o = 5 ;
i f ( f a b s ( a c t r e d ) <= LM_MACHEP &&
p r e r e d <= LM_MACHEP && p5* r a t i o <= 1 )
* i n f o = 6 ;
i f ( d e l t a <= LM_MACHEP*xnorm )
* i n f o = 7 ;
i f ( gnorm <= LM_MACHEP)
* i n f o = 8 ;
i f ( * i n f o != 0)
re turn ;
/ / OI* end o f t h e i n n e r lo op . r e p e a t i f i t e r a t i o n u n s u c c e s s f u l .
} whi le ( r a t i o < p0001 ) ;
/ / O** end o f t h e o u t e r lo op .
} whi le ( 1 ) ;
}
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D.3 ClanLib
ClanLib is a cross-platform SDK supporting Windows and Linux. It provides easy-to-use in-
terfaces for 2D graphics, input, sound, resources, networking, GUI, OpenGL, and more. The
project webpage is located at http://www.clanlib.org/. At the time of writing the cur-
rent version is 0.8.
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D.4 Auxiliary files
D.4.1 MVector.h & MVector.cpp
MVector is a class describing a 3D vector. It was originally written by Sigurd Kirkevold Næss.
I have made some modifications and additions to it.
Listing 16: MVector.h
#pragma once
# i n c l u d e <Math . h>
c l a s s MVector
{
p u b l i c :
MVector ( double i x = 0 , double i y = 0 , double i z = 0) ;
MVector ( c o n s t MVector &r h s ) ;
~MVector ( ) ;
void operator +=( c o n s t MVector &) ;
void operator =( c o n s t MVector &) ;
void operator−=(c o n s t MVector &) ;
void operator / = ( c o n s t MVector &) ; / / c r o s s−p r o d u c t
void p r o j e c t C ( c o n s t MVector &) ;
void operator +=( double ) ;
void operator−=(double ) ;
void operator *=( double ) ;
void operator / = ( double ) ;
MVector operator +( c o n s t MVector &) c o n s t ;
MVector operator−(c o n s t MVector &) c o n s t ;
MVector operator / ( c o n s t MVector &) c o n s t ;
double operator *( c o n s t MVector &) c o n s t ;
MVector p r o j e c t ( c o n s t MVector &) c o n s t ;
MVector operator +( c o n s t double ) c o n s t ;
MVector operator−(c o n s t double ) c o n s t ;
MVector operator *( c o n s t double ) c o n s t ;
MVector operator / ( c o n s t double ) c o n s t ;
double l e n g t h ( ) c o n s t ;
double l e n g t h 2 ( ) c o n s t ; / / doesn ’ t have t h e s q r t ( ) ( f a s t e r )
double d i s t ( c o n s t MVector &r h s ) c o n s t ;
double d i s t 2 ( c o n s t MVector &r h s ) c o n s t ; / / doesn ’ t have t h e s q r t ( )
double a n g l e ( c o n s t MVector &r h s ) c o n s t ;
MVector r o t a t e X ( double xr ) ;
MVector r o t a t e Y ( double yr ) ;
MVector r o t a t e Z ( double z r ) ;
MVector n o r m a l i z e ( ) ; / / r e t u r n s t h i s v e c t o r n o r m a l i z e d
/ / methods when MVector i s s een as a p o s i t i o n v e c t o r i n t h e XY p l a n e
MVector XYPlane ( ) ; / / r e t u r n s v e c t o r w i t h z=0
double XYPlane_angleTo ( c o n s t MVector &v e c t ) ; / / t h e a n g l e from t h i s t o v e c t ( i g n o r i n g t h e 3 rd dim , z )
double XYPlane_d i s t ( c o n s t MVector &v e c t ) ; / / t h e d i s t a n c e be tween t h i s and v e c t ( i g n o r i n g t h e 3 rd dim , z )
double XYPlane_d i s t2 ( c o n s t MVector &v e c t ) ; / / doesn ’ t have t h e s q r t ( )
double x , y , z ;
} ;
Listing 17: MVector.cpp
# i n c l u d e " MVector . h "
MVector : : MVector ( double ix , double iy , double i z ) : x ( i x ) , y ( i y ) , z ( i z )
{
}
MVector : : MVector ( c o n s t MVector &r h s )
{
x = r h s . x ;
y = r h s . y ;
z = r h s . z ;
}
MVector : : ~ MVector ( )
{
}
void MVector : : operator =( c o n s t MVector &r h s )
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{
x = r h s . x ;
y = r h s . y ;
z = r h s . z ;
}
void MVector : : operator +=( c o n s t MVector &r h s )
{
x += r h s . x ;
y += r h s . y ;
z += r h s . z ;
}
void MVector : : operator−=(c o n s t MVector &r h s )
{
x −= r h s . x ;
y −= r h s . y ;
z −= r h s . z ;
}
void MVector : : operator / = ( c o n s t MVector &r h s )
{
x = y * r h s . z − z * r h s . y ;
y = z * r h s . x − x * r h s . z ;
z = x * r h s . y − y * r h s . x ;
}
void MVector : : p r o j e c t C ( c o n s t MVector &r h s )
{
double temp = ( x * r h s . x + y * r h s . y + z * r h s . z ) / ( x * x + y * y + z * z ) ;
x *= temp ;
y *= temp ;
z *= temp ;
}
void MVector : : operator +=( double r h s )
{
x += r h s ;
y += r h s ;
z += r h s ;
}
void MVector : : operator−=(double r h s )
{
x −= r h s ;
y −= r h s ;
z −= r h s ;
}
void MVector : : operator *=( double r h s )
{
x *= r h s ;
y *= r h s ;
z *= r h s ;
}
void MVector : : operator / = ( double r h s )
{
x /= r h s ;
y /= r h s ;
z /= r h s ;
}
MVector MVector : : operator +( c o n s t MVector &r h s ) c o n s t
{
MVector temp ( x + r h s . x , y + r h s . y , z + r h s . z ) ;
re turn temp ;
}
MVector MVector : : operator−(c o n s t MVector &r h s ) c o n s t
{
MVector temp ( x − r h s . x , y − r h s . y , z − r h s . z ) ;
re turn temp ;
}
double MVector : : operator *( c o n s t MVector &r h s ) c o n s t
{
re turn x * r h s . x + y * r h s . y + z * r h s . z ;
}
MVector MVector : : operator / ( c o n s t MVector &r h s ) c o n s t
{
MVector temp ( y * r h s . z − z * r h s . y , z * r h s . x − x * r h s . z , x * r h s . y − y * r h s . x ) ;
re turn temp ;
}
MVector MVector : : operator +( c o n s t double r h s ) c o n s t
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{
MVector temp ( x + rhs , y + rhs , z + r h s ) ;
re turn temp ;
}
MVector MVector : : operator−(c o n s t double r h s ) c o n s t
{
MVector temp ( x − rhs , y − rhs , z − r h s ) ;
re turn temp ;
}
MVector MVector : : operator *( c o n s t double r h s ) c o n s t
{
MVector temp ( x * rhs , y * rhs , z * r h s ) ;
re turn temp ;
}
MVector MVector : : operator / ( c o n s t double r h s ) c o n s t
{
MVector temp ( x / rhs , y / rhs , z / r h s ) ;
re turn temp ;
}
double MVector : : l e n g t h ( ) c o n s t
{
re turn s q r t ( x * x + y * y + z * z ) ;
}
double MVector : : l e n g t h 2 ( ) c o n s t
{
re turn x * x + y * y + z * z ;
}
MVector MVector : : p r o j e c t ( c o n s t MVector &r h s ) c o n s t
{
/ / P r o j e c t s r h s o n to t h i s
double temp = ( x * r h s . x + y * r h s . y + z * r h s . z ) / ( x * x + y * y + z * z ) ;
MVector temp2 ( x * temp , y * temp , z * temp ) ;
re turn temp2 ;
}
double MVector : : d i s t ( c o n s t MVector &r h s ) c o n s t
{
re turn s q r t ( ( x − r h s . x ) * ( x − r h s . x ) + ( y − r h s . y ) * ( y − r h s . y ) + ( z − r h s . z ) * ( z − r h s . z ) ) ;
}
double MVector : : d i s t 2 ( c o n s t MVector &r h s ) c o n s t
{
re turn ( x − r h s . x ) * ( x − r h s . x ) + ( y − r h s . y ) * ( y − r h s . y ) + ( z − r h s . z ) * ( z − r h s . z ) ;
}
double MVector : : a n g l e ( c o n s t MVector &r h s ) c o n s t
{
/ / a n g l e from t h e d o t p r o d u c t
double t l ;
i f ( ( t l = s q r t ( l e n g t h 2 ( ) * r h s . l e n g t h 2 ( ) ) ) ==0) re turn 0 ; / / or we w i l l g e t d i v i s i o n by z e r o
re turn acos ( ( x * r h s . x + y * r h s . y + z * r h s . z ) / t l ) ;
}
MVector MVector : : n o r m a l i z e ( )
{
double t l ;
i f ( ( t l = s q r t ( x * x + y * y + z * z ) ) ==0) re turn MVector ( x , y , z ) ;
re turn MVector ( x / t l , y / t l , z / t l ) ;
}
MVector MVector : : r o t a t e X ( double xr ) / / r o t a t i o n around x−a x i s .
{
double yy , zz ;
yy = y* cos ( x r ) + z * s i n ( x r ) ;
zz = −y* s i n ( x r ) + z * cos ( x r ) ;
re turn MVector ( x , yy , zz ) ;
}
MVector MVector : : r o t a t e Y ( double yr ) / / r o t a t i o n around y−a x i s .
{
double xx , zz ;
xx = x* cos ( y r ) − z * s i n ( y r ) ;
zz = x* s i n ( y r ) + z * cos ( y r ) ;
re turn MVector ( xx , y , zz ) ;
}
MVector MVector : : r o t a t e Z ( double z r ) / / r o t a t i o n around z−a x i s .
{
double xx , yy ;
xx = x* cos ( z r ) + y* s i n ( z r ) ;
yy = −x* s i n ( z r ) + y* cos ( z r ) ;
re turn MVector ( xx , yy , z ) ;
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}MVector MVector : : XYPlane ( )
{
re turn MVector ( x , y , 0 ) ;
}
double MVector : : XYPlane_angleTo ( c o n s t MVector &v e c t ) / / t h e a n g l e from t h i s t o v e c t ( i g n o r i n g t h e 3 rd dim , z )
{
MVector t v e c t = vec t −(* t h i s ) ;
MVector Xaxis =MVector ( 1 , 0 , 0 ) ;
double t l ;
i f ( ( t l = s q r t ( ( Xaxis . x* Xaxis . x+ Xaxis . y* Xaxis . y ) * ( t v e c t . x* t v e c t . x+ t v e c t . y* t v e c t . y ) ) ) ==0) re turn 0 ; / / or we w i l l g e t
d i v i s i o n by z e r o
re turn −acos ( ( Xaxis . x * t v e c t . x + Xaxis . y * t v e c t . y ) / t l ) ;
}
double MVector : : XYPlane_d i s t ( c o n s t MVector &v e c t ) / / t h e d i s t a n c e be tween t h i s and v e c t ( i g n o r i n g t h e 3 rd dim , z )
{
re turn s q r t ( ( x − v e c t . x ) * ( x − v e c t . x ) + ( y − v e c t . y ) * ( y − v e c t . y ) ) ;
}
double MVector : : XYPlane_d i s t2 ( c o n s t MVector &v e c t ) / / t h e d i s t a n c e be tween t h i s and v e c t ( i g n o r i n g t h e 3 rd dim , z )
{
re turn ( x − v e c t . x ) * ( x − v e c t . x ) + ( y − v e c t . y ) * ( y − v e c t . y ) ;
}
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D.4.2 Date.h & Date.cpp
Date handles dates. It is able to compare dates and convert back and forth between day-of-year
and regular dates.
Listing 18: Date.h
#pragma once
c l a s s Date
{
p u b l i c :
Date ( void ) ;
Date ( i n t y , i n t m, i n t d , i n t h , i n t min , double s e c ) ;
~ Date ( void ) ;
i n t year , month , day , hour , minu te ;
double second ;
bool operator ==( Date &d ) ;
bool operator ! = ( Date &d ) ;
bool operator >( Date &d ) ;
bool operator <( Date &d ) ;
i n t daysInMonth ( i n t year , i n t month ) ;
i n t mmdd2doy ( Date d a t e ) ;
Date doy2mmdd ( i n t year , i n t doy ) ;
} ;
Listing 19: Date.cpp
# i n c l u d e " d a t e . h "
Date : : Date ( void )
{
y e a r =0; month =0; day =0; hour =0; minu te =0; second =0;
}
Date : : Date ( i n t y , i n t m, i n t d , i n t h , i n t min , double s e c )
{
y e a r =y ; month=m; day=d ; hour =h ; minu te =min ; second = s e c ;
}
Date : : ~ Date ( void )
{
}
bool Date : : operator ==( Date &d )
{
re turn ( ( y e a r ==d . y e a r )&&(month==d . month )&&(day==d . day )&&(hour ==d . hour )&&(minu te ==d . minu te )&&(second ==d . second ) ) ;
}
bool Date : : operator ! = ( Date &d )
{
re turn ( ( y e a r != d . y e a r ) | | ( month != d . month ) | | ( day != d . day ) | | ( hour != d . hour ) | | ( minu te != d . minu te ) | | ( second != d . second ) ) ;
}
bool Date : : operator >( Date &d )
{
re turn ( year <d . y e a r ? f a l s e : ( year >d . y e a r ? t rue :
( month <d . month ? f a l s e : ( month >d . month ? t rue :
( day <d . day ? f a l s e : ( day >d . day ? t rue :
( hour <d . hour ? f a l s e : ( hour >d . hour ? t rue :
( minute <d . minu te ? f a l s e : ( minute >d . minu te ? t rue :
( second <d . second ? f a l s e : ( second >d . second ? t rue : f a l s e ) ) ) ) ) ) ) ) ) ) ) ) ;
}
bool Date : : operator <( Date &d )
{
re turn ( year >d . y e a r ? f a l s e : ( year <d . y e a r ? t rue :
( month >d . month ? f a l s e : ( month <d . month ? t rue :
( day >d . day ? f a l s e : ( day <d . day ? t rue :
( hour >d . hour ? f a l s e : ( hour <d . hour ? t rue :
( minute >d . minu te ? f a l s e : ( minute <d . minu te ? t rue :
( second >d . second ? f a l s e : ( second <d . second ? t rue : f a l s e ) ) ) ) ) ) ) ) ) ) ) ) ;
}
i n t Date : : daysInMonth ( i n t year , i n t month )
{
i f ( month ==1) re turn 3 1 ;
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i f ( month ==2) {
i f ( ( ( y e a r %4)==0) &&((( y e a r %100) ! = 0 ) | | ( ( ( y e a r %100) ==0)&&(( y e a r %400) ==0) ) ) ) re turn 2 9 ;
re turn 2 8 ;
}
i f ( month ==3) re turn 3 1 ;
i f ( month ==4) re turn 3 0 ; i f ( month ==5) re turn 3 1 ; i f ( month ==6) re turn 3 0 ;
i f ( month ==7) re turn 3 1 ; i f ( month ==8) re turn 3 1 ; i f ( month ==9) re turn 3 0 ;
i f ( month ==10) re turn 3 1 ; i f ( month ==11) re turn 3 0 ; i f ( month ==12) re turn 3 1 ;
re turn 0 ;
}
i n t Date : : mmdd2doy ( Date d a t e )
{
i n t doy =0;
f o r ( i n t i =1 ; i < d a t e . month ; i ++) doy+= daysInMonth ( d a t e . year , i ) ;
doy+= d a t e . day ;
re turn doy ;
}
Date Date : : doy2mmdd ( i n t year , i n t doy )
{
Date d a t e ;
bool q u i t = f a l s e ;
i n t i =1 ;
whi le ( ( ! q u i t )&&(i <12) ) {
i f ( daysInMonth ( year , i ) <doy ) {
doy−=daysInMonth ( year , i ) ; i ++;
} e l s e q u i t = t rue ;
}
d a t e . month= i ; d a t e . day=doy ;
re turn d a t e ;
}
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D.4.3 Units.h & Units.cpp
Some physical units.
Listing 20: Units.h
#pragma once
c l a s s U n i t s
{
p u b l i c :
U n i t s ( ) ;
v i r t u a l ~ U n i t s ( ) ;
s t a t i c double p i ;
s t a t i c double c h a r g e ; / / C ( u n i t charge )
s t a t i c double m_e ; / / kg ( mass o f e l e c t r o n )
/ / m_p = 1836 .2 m_e
s t a t i c double u ; / / kg ( a to mi c mass u n i t )
s t a t i c double e p s i l o n _ 0 ; / / F m^−1 = A^2 s ^4 kg^−1 m^−3
s t a t i c double k ; / / j / K ( Bol t zmann c o n s t )
} ;
Listing 21: Units.cpp
# i n c l u d e " U n i t s . h "
U n i t s : : U n i t s ( )
{
}
U n i t s : : ~ U n i t s ( )
{
}
double U n i t s : : p i = 3 . 1 4 1 5 9 2 6 5 3 5 ;
double U n i t s : : c h a r g e = 1 .602176462 e−19; / / C
double U n i t s : : m_e = 9.10938188 e−31; / / kg ( mass o f e l e c t r o n )
/ / mass o f p r o t o n = 1836 .2 mass o f e l e c t r o n
double U n i t s : : u = 1836 .2* U n i t s : : m_e ;
double U n i t s : : e p s i l o n _ 0 = 8.854187817 e−12; / / F m^−1 = A^2 s ^4 kg^−1 m^−2
double U n i t s : : k = 1 .3806505 e−23; / / j / K
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D.4.4 Numerics.h & Numerics.cpp
Numerics contains numeric algorithms I have used in various programs. Not all of these are
used in the Master_LP program.
Listing 22: Numerics.h
#pragma once
# i n c l u d e < v e c t o r >
# i n c l u d e <complex >
# i n c l u d e <math . h>
/ / C o n v e n i e n t f u n c t i o n s
i n l i n e double rnd ( ) { re turn r an d ( ) / ( double )RAND_MAX; }
i n l i n e i n t random ( i n t max ) { i f ( max >0) re turn r and ( ) % max ; e l s e re turn 0 ; }
i n l i n e i n t random ( i n t min , i n t max ) { i f ( max>min ) re turn min +( r and ( ) % ( max+1−min ) ) ; e l s e re turn min ; }
i n l i n e double dAbs ( double n ) { re turn ( n<0?−n : n ) ; }
/ / FFT ( f a s t f o u r i e r t r a n s f o r m ) was w r i t t e n by me . ( w i t h g r e a t h e l p from a webpage )
/ / ( and has shown i t s e l f t o be a not−so−f a s t f o u r i e r t r a n s f o r m . . . when compared t o four1 , grabbed from " n u m e r i c a l r e c i p e s " )
/ / ( But i t d i d work . Yay . )
t y p e d e f s t r u c t { double a , b ; } F i t ;
c l a s s Numerics
{
p u b l i c :
Numerics ( void ) ;
~ Numerics ( void ) ;
/ / T r a n s f o r m i n g
s t d : : v e c t o r <double > FFT ( s t d : : v e c t o r <double > * f ) ;
s t d : : v e c t o r < s t d : : complex <double > > FFT ( s t d : : v e c t o r < s t d : : complex <double > > * f ) ;
s t d : : v e c t o r <double > f o u r 1 ( s t d : : v e c t o r <double > * f ) ; / / wraps t o t h e f o u r 1 below
void f o u r 1 ( double d a t a [ ] , unsigned long nn , i n t i s i g n =1) ; / / f rom n u m e r i c a l r e c i p e s
/ / F i t t i n g
F i t L i n e a r F i t ( c o n s t s t d : : v e c t o r <double > *x , c o n s t s t d : : v e c t o r <double > *y , i n t x0 , i n t x1 ) ; / / Y = a + bX
F i t E x p o n e n t i a l F i t ( c o n s t s t d : : v e c t o r <double > *x , c o n s t s t d : : v e c t o r <double > *y , i n t x0 , i n t x1 ) ; / / Y = a e ^ { bX }
F i t L o g a r i t h m i c F i t ( c o n s t s t d : : v e c t o r <double > *x , c o n s t s t d : : v e c t o r <double > *y , i n t x0 , i n t x1 ) ; / / Y = a + b l n ( X )
/ / F i l t e r i n g
void GaussSmooth ( c o n s t s t d : : v e c t o r <double > *x , s t d : : v e c t o r <double > *y , double s igma ) ;
/ / D i f f e r e n t i a t i o n
double d e r i v a t i v e _ 1 s t ( c o n s t s t d : : v e c t o r <double > *x , c o n s t s t d : : v e c t o r <double > *y , unsigned i n t x0 ) ;
double d e r i v a t i v e _ 2 n d ( c o n s t s t d : : v e c t o r <double > *x , c o n s t s t d : : v e c t o r <double > *y , unsigned i n t x0 ) ;
/ / Ma t r i x math
/ / v o i d r r e f ( b l i t z : : Array <double ,2 > * a r r ) ; / / R e d u c t i o n t o Reduced Eche lon Form
/ / moved here r e c e n t l y . commented o u t because i t r e q u i r e s b l i t z ++. w i l l f i x l a t e r .
p r i v a t e :
s t d : : complex <double > FFT ( s t d : : v e c t o r < s t d : : complex <double > > * f , i n t j ) ;
} ;
Listing 23: Numerics.cpp
# i n c l u d e " n u m e r i c s . h "
Numerics : : Numerics ( void )
{
}
Numerics : : ~ Numerics ( void )
{
}
s t d : : v e c t o r <double > Numerics : : FFT ( s t d : : v e c t o r <double > * f )
{
us ing namespace s t d ;
unsigned i n t j ;
v e c t o r < complex <double > > fc , Fc ;
f o r ( j =0 ; j <f−>s i z e ( ) ; j ++) f c . push_back ( complex <double > ( ( * f ) [ j ] , 0 ) ) ;
Fc=FFT(& f c ) ;
v e c t o r <double > r e s ; f o r ( j =0 ; j <Fc . s i z e ( ) ; j ++) r e s . push_back ( Fc [ j ] . r e a l ( ) ) ;
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re turn r e s ;
}
s t d : : v e c t o r < s t d : : complex <double > > Numerics : : FFT ( s t d : : v e c t o r < s t d : : complex <double > > * f )
{
us ing namespace s t d ;
/ / check s i z e
i f ( f−>s i z e ( ) %2!=0) { v e c t o r < complex <double > > r e s ; re turn r e s ; } / / i n v a l i d s i z e . r e t u r n empty v e c t o r
unsigned i n t j ;
s t d : : v e c t o r < s t d : : complex <double > > F ;
f o r ( j =0 ; j <f−>s i z e ( ) ; j ++) F . push_back ( FFT ( f , j ) ) ;
re turn F ;
}
/ / h t t p : / / en . w i k i p e d i a . org / w i k i / Cooley−Tukey_FFT_algor i thm
/ / \ b e g i n { m a t r i x } f _ j & = & \ sum_ { k = 0 } ^ { \ f r a c { n}{2}−1} x_ {2 k } e ^{−\ f r a c { 2 \ p i i } { n } j (2 k ) }
/ / + \ sum_ { k = 0 } ^ { \ f r a c { n}{2}−1} x_ {2 k +1} e ^{−\ f r a c { 2 \ p i i } { n } j (2 k +1) } \ \ \ \ &
/ / = & \ sum_ { k =0}^{ n’−1} x ’ _ { k } e ^{−\ f r a c { 2 \ p i i } { n ’} j k }
/ / + e ^{−\ f r a c { 2 \ p i i } { n } j } \ sum_ { k =0}^{ n’−1} x ’ ’ _k e ^{−\ f r a c { 2 \ p i i } { n ’} j k } \ \ \ \ &
/ / = & \ l e f t \ { \ b e g i n { m a t r i x }
/ / f ’ _ j + e ^{−\ f r a c { 2 \ p i i } { n } j } f ’ ’ _ j & \ mbox { i f } j <n ’ \ \ \ \
/ / f ’ _ { j−n ’} − e ^{−\ f r a c { 2 \ p i i } { n } ( j−n ’ ) } f ’ ’ _ { j−n ’} & \ mbox { i f } j \ geq n ’
/ / \ end { m a t r i x } \ r i g h t . \ end { m a t r i x }
s t d : : complex <double > Numerics : : FFT ( s t d : : v e c t o r < s t d : : complex <double > > * f , i n t j )
{
us ing namespace s t d ;
/ / s p l i t f i n t o even−f and odd−f
unsigned i n t i ;
v e c t o r < complex <double > > evenf , oddf ;
f o r ( i =0 ; i <f−>s i z e ( ) ; i ++) i f ( i %2==0) e v e n f . push_back ( ( * f ) [ i ] ) ; e l s e oddf . push_back ( ( * f ) [ i ] ) ;
i n t n =( i n t ) f−>s i z e ( ) , nmark =( i n t ) f−>s i z e ( ) / 2 ;
i f ( nmark ==1) { / / end o f r e c u r s i o n . per fo rm c a l c u l a t i o n s and r e t u r n v a l u e s .
re turn (* f ) [ 0 ] + exp ( complex <double > ( 0 , 1 ) *(− j * 2 * 3 . 1 4 1 5 / n ) ) * (* f ) [ 1 ] ;
} e l s e { / / r e c u r s i v e l y c a l l m y s e l f
i f ( j <nmark ) re turn FFT(& evenf , j ) + exp ( complex <double > ( 0 , 1 ) *(− j * 2 * 3 . 1 4 1 5 / n ) ) *FFT(&oddf , j ) ;
e l s e re turn FFT(& evenf , j−nmark ) − exp ( complex <double > ( 0 , 1 ) *(−( j−nmark ) * 2 * 3 . 1 4 1 5 / n ) ) *FFT(&oddf , j ) ;
}
}
# d e f i n e SWAP( a , b ) tempr =( a ) ; ( a ) =( b ) ; ( b ) = tempr
s t d : : v e c t o r <double > Numerics : : f o u r 1 ( s t d : : v e c t o r <double > * f )
{
unsigned i n t j ;
double d a t a [ 5 1 2 ] ; / / *** hack
f o r ( j =0 ; j <f−>s i z e ( ) ; j ++) {
d a t a [2* j ] = ( * f ) [ j ] ;
d a t a [2* j +1 ]=0 ;
}
f o u r 1 ( da t a −1 ,( unsigned long ) f−>s i z e ( ) ) ;
s t d : : v e c t o r <double > r e s ; f o r ( j =0 ; j <f−>s i z e ( ) ; j ++) r e s . push_back ( d a t a [2* j ] ) ;
re turn r e s ;
}
void Numerics : : f o u r 1 ( double d a t a [ ] , unsigned long nn , i n t i s i g n )
/ / R e p l a c e s da ta [ 1 . . 2 * nn ] by i t s d i s c r e t e F o u r i e r t r a n s f o r m , i f i s i g n i s i n p u t as 1 ; or r e p l a c e s
/ / da ta [ 1 . . 2 * nn ] by nn t i m e s i t s i n v e r s e d i s c r e t e F o u r i e r t r a n s f o r m , i f i s i g n i s i n p u t as −1.
/ / da ta i s a complex a r r a y o f l e n g t h nn or , e q u i v a l e n t l y , a r e a l a r r a y o f l e n g t h 2* nn . nn MUST
/ / be an i n t e g e r power o f 2 ( t h i s i s n o t checked f o r ! ) .
{
unsigned long n , mmax ,m, j , i s t e p , i ;
double wtemp , wr , wpr , wpi , wi , t h e t a ;
double tempr , t empi ;
n=nn << 1 ;
j =1 ;
f o r ( i =1 ; i <n ; i +=2) { / / T h i s i s t h e b i t−r e v e r s a l s e c t i o n o f t h e r o u t i n e .
i f ( j > i ) {
SWAP( d a t a [ j ] , d a t a [ i ] ) ; / / Exchange t h e two complex numbers .
SWAP( d a t a [ j +1 ] , d a t a [ i + 1 ] ) ;
}
m=nn ;
whi le (m >= 2 && j > m) {
j −= m;
m >>= 1 ;
}
j += m;
}
/ / Here b e g i n s t h e Danie l son−Lanczos s e c t i o n o f t h e r o u t i n e .
mmax=2;
whi le ( n > mmax) { / / Outer loop e x e c u t e d log2 nn t i m e s .
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i s t e p =mmax << 1 ;
t h e t a = i s i g n * ( 6 . 2 8 3 1 8 5 3 0 7 1 7 9 5 9 /mmax) ; / / I n i t i a l i z e t h e t r i g o n o m e t r i c r e c u r r e n c e .
wtemp= s i n ( 0 . 5 * t h e t a ) ;
wpr = −2.0*wtemp*wtemp ;
wpi= s i n ( t h e t a ) ;
wr = 1 . 0 ;
wi = 0 . 0 ;
f o r (m=1;m<mmax ;m+=2) { / / Here are t h e two n e s t e d i n n e r l o o p s .
f o r ( i =m; i <=n ; i += i s t e p ) {
j = i +mmax ; / / T h i s i s t h e Danie l son−Lanczos f o r m u l a :
t empr =wr* d a t a [ j ]−wi* d a t a [ j + 1 ] ;
t empi =wr* d a t a [ j +1]+ wi* d a t a [ j ] ;
d a t a [ j ]= d a t a [ i ]− t empr ;
d a t a [ j +1]= d a t a [ i +1]− t empi ;
d a t a [ i ] += tempr ;
d a t a [ i +1] += tempi ;
}
wr =( wtemp=wr ) *wpr−wi*wpi+wr ; / / T r i g o n o m e t r i c r e c u r r e n c e .
wi=wi*wpr+wtemp*wpi+wi ;
}
mmax= i s t e p ;
}
}
# undef SWAP
/ / E q u a t i o n s t a k e n from :
/ / E r i c W. W e i s s t e i n . " L e a s t Squares F i t t i n g . " From MathWorld−−A Wolfram Web Resource . h t t p : / / mathworld . wol fram . com /
L e a s t S q u a r e s F i t t i n g . h tm l
/ / E r i c W. W e i s s t e i n . " N o n l i n e a r L e a s t Squares F i t t i n g . " From MathWorld−−A Wolfram Web Resource . h t t p : / / mathworld . wol fram . com /
N o n l i n e a r L e a s t S q u a r e s F i t t i n g . h tm l
F i t Numerics : : L i n e a r F i t ( c o n s t s t d : : v e c t o r <double > *x , c o n s t s t d : : v e c t o r <double > *y , i n t x0 , i n t x1 )
{
i n t tv1 , n =0 , s i z e =( i n t ) ( ( * x ) . s i z e ( ) <(* y ) . s i z e ( ) ? ( * x ) . s i z e ( ) : ( * y ) . s i z e ( ) ) ; / / s a f e g u a r d . t h e y s h o u l d be t h e same s i z e
double x i =0 , y i =0 , x 2 i =0 , y x i =0;
F i t f i t ;
f o r ( t v 1 =x0 ; tv1 <=x1 ; t v 1 ++) i f ( ( tv1 >=0)&&(tv1 < s i z e ) ) {
x i +=(* x ) [ t v 1 ] ; y i +=(* y ) [ t v 1 ] ; x 2 i +=pow ( ( * x ) [ t v 1 ] , 2 ) ; y x i +=(* y ) [ t v 1 ] * ( * x ) [ t v 1 ] ; n ++;
}
f i t . a =( y i * x2i−x i * y x i ) / ( n* x2i−pow ( xi , 2 ) ) ;
f i t . b =( n* yxi−x i * y i ) / ( n* x2i−pow ( xi , 2 ) ) ;
re turn f i t ;
}
F i t Numerics : : E x p o n e n t i a l F i t ( c o n s t s t d : : v e c t o r <double > *x , c o n s t s t d : : v e c t o r <double > *y , i n t x0 , i n t x1 )
{
/ / Y = A e ^ {BX} = r e s u l t . x * exp ( r e s u l t . y * X )
/ / B=b , A=exp ( a )
i n t tv1 , n =0 , s i z e =( i n t ) ( ( * x ) . s i z e ( ) <(* y ) . s i z e ( ) ? ( * x ) . s i z e ( ) : ( * y ) . s i z e ( ) ) ; / / s a f e g u a r d . t h e y s h o u l d be t h e same s i z e
double y i =0 , x 2 i =0 , x y i =0 , x2y i =0 , y l n y i =0 , x y l n y i =0;
F i t f i t ;
f o r ( t v 1 =x0 ; tv1 <=x1 ; t v 1 ++) i f ( ( tv1 >=0)&&(tv1 < s i z e ) ) {
y i +=(* y ) [ t v 1 ] ;
x 2 i +=pow ( ( * x ) [ t v 1 ] , 2 ) ;
x y i +=(* y ) [ t v 1 ] * ( * x ) [ t v 1 ] ;
x2y i +=(* x ) [ t v 1 ] * ( * x ) [ t v 1 ] * ( * y ) [ t v 1 ] ;
y l n y i +=(* y ) [ t v 1 ]* l o g ( ( * y ) [ t v 1 ] ) ;
x y l n y i +=(* x ) [ t v 1 ] * ( * y ) [ t v 1 ]* l o g ( ( * y ) [ t v 1 ] ) ;
n ++;
}
f i t . a=exp ( ( x2y i * y l n y i−x y i * x y l n y i ) / ( y i * x2yi−pow ( xyi , 2 ) ) ) ;
f i t . b =( y i * x y l n y i−x y i * y l n y i ) / ( y i * x2yi−pow ( xyi , 2 ) ) ;
re turn f i t ;
}
F i t Numerics : : L o g a r i t h m i c F i t ( c o n s t s t d : : v e c t o r <double > *x , c o n s t s t d : : v e c t o r <double > *y , i n t x0 , i n t x1 )
{
/ / Y = a + b l n ( X ) = r e s u l t . x + r e s u l t . y * l o g ( X )
i n t tv1 , n =0 , s i z e =( i n t ) ( ( * x ) . s i z e ( ) <(* y ) . s i z e ( ) ? ( * x ) . s i z e ( ) : ( * y ) . s i z e ( ) ) ; / / s a f e g u a r d . t h e y s h o u l d be t h e same s i z e
double y i =0 , l n x i =0 , l n 2 x i =0 , y l n x i =0 ;
F i t f i t ;
f o r ( t v 1 =x0 ; tv1 <=x1 ; t v 1 ++) i f ( ( tv1 >=0)&&(tv1 < s i z e ) ) {
y i +=(* y ) [ t v 1 ] ;
l n x i += l o g ( ( * x ) [ t v 1 ] ) ;
l n 2 x i += l o g ( ( * x ) [ t v 1 ] ) * l o g ( ( * x ) [ t v 1 ] ) ;
y l n x i +=(* y ) [ t v 1 ]* l o g ( ( * x ) [ t v 1 ] ) ;
n ++;
}
f i t . b =( n* y l n x i−y i * l n x i ) / ( n* l n 2 x i−pow ( l n x i , 2 ) ) ;
f i t . a =( yi−f i t . b* l n x i ) / ( n ) ;
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re turn f i t ;
}
void Numerics : : GaussSmooth ( c o n s t s t d : : v e c t o r <double > *x , s t d : : v e c t o r <double > *y , double s igma )
{
/ / Gauss ian smoo th ing
unsigned i n t tv1 , t v 2 ;
double td1 , td2 , t d 3 ;
s t d : : v e c t o r <double > t y ;
f o r ( t v 1 =0; tv1 <x−>s i z e ( ) ; t v 1 ++) {
t d 1 = t d 2 =0;
f o r ( t v 2 =0; tv2 <x−>s i z e ( ) ; t v 2 ++) {
t d 3=−pow ( ( * x ) [ t v 1 ]−(*x ) [ t v 2 ] , 2 ) / ( 2 * pow ( sigma , 2 ) ) ;
t d 1 +=exp ( t d 3 ) ; t d 2 +=(* y ) [ t v 2 ]* exp ( t d 3 ) ;
}
i f ( t d 1 ! = 0 ) t y . push_back ( t d 2 / t d 1 ) ; e l s e t y . push_back ( 0 ) ;
}
f o r ( t v 1 =0; tv1 <x−>s i z e ( ) ; t v 1 ++) (* y ) [ t v 1 ]= t y [ t v 1 ] ;
}
double Numerics : : d e r i v a t i v e _ 1 s t ( c o n s t s t d : : v e c t o r <double > *x , c o n s t s t d : : v e c t o r <double > *y , unsigned i n t x0 )
/ / x0 i s t h e i n d e x a t which we want t h e d e r i v a t i v e
/ / i t i s assumed t h a t t h e s t e p s be tween x−v a l u e s are r o u g h l y e q u a l
{
i f ( ( x0 <=0) | | ( x0 >=(* x ) . s i z e ( )−1) | | ( ( * x ) . s i z e ( ) ! = ( * y ) . s i z e ( ) ) ) re turn 0 ;
double h=dAbs ( ( * x ) [ x0]−(*x ) [ x0 + 1 ] ) ;
i f ( ( x0 ==1)&&(x0 ==(* x ) . s i z e ( )−2) ) re turn ( ( * y ) [ x0+1]−(*y ) [ x0−1]) / ( 2 * h ) ;
re turn ( ( * y ) [ x0−2]−8*(*y ) [ x0−1]+8*(*y ) [ x0+1]−(*y ) [ x0 + 2 ] ) / ( 1 2 * h ) ;
}
double Numerics : : d e r i v a t i v e _ 2 n d ( c o n s t s t d : : v e c t o r <double > *x , c o n s t s t d : : v e c t o r <double > *y , unsigned i n t x0 )
/ / x0 i s t h e i n d e x a t which we want t h e d e r i v a t i v e
/ / i t i s assumed t h a t t h e s t e p s be tween x−v a l u e s are r o u g h l y e q u a l
{
i f ( ( x0 <=0) | | ( x0 >=(* x ) . s i z e ( )−1) | | ( ( * x ) . s i z e ( ) ! = ( * y ) . s i z e ( ) ) ) re turn 0 ;
double h=dAbs ( ( * x ) [ x0]−(*x ) [ x0 + 1 ] ) ;
i f ( ( x0 ==1) | | ( x0 ==(* x ) . s i z e ( )−2) ) re turn ( ( * y ) [ x0 +1]−2*(*y ) [ x0 ] + ( * y ) [ x0−1]) / ( h*h ) ;
re turn (−(*y ) [ x0−2]+16*(*y ) [ x0−1]−30*(*y ) [ x0 ]+16*(* y ) [ x0+1]−(*y ) [ x0 + 2 ] ) / ( 1 2 * h*h ) ;
}
/ *
v o i d Numerics : : r r e f ( b l i t z : : Array <double ,2 > * a r r )
{
i n t i , j , i i , j j ;
i n t iMin =0 , jMin =0 , iMax=arr−>ubound ( b l i t z : : f i r s t D i m ) , jMax=arr−>ubound ( b l i t z : : secondDim ) ;
do ub l e td1 , t d 2 ;
b l i t z : : Array <double ,1 > tRow ( jMax +1) ;
w h i l e ( ( iMax>=iMin )&&(jMax>=jMin ) ) {
/ / 1 . l o c a t e t h e f i r s t ( l e f t−most ) column t h a t c o n t a i n s a nonzero e n t r y
i=iMin ; j=jMin ; w h i l e ( ( j <=jMax ) &&(* a r r ) ( i , j ) ==0) { i ++; i f ( i >iMax ) { i=iMin ; j ++; } }
i f ( j >jMax ) break ; / / m a t r i x has reached e c h e l o n form .
/ / 2 . i f n e c e s s a r y , i n t e r c h a n g e t h e f i r s t row w i t h a n o t h e r row so t h a t t h e
/ / f i r s t nonzero column has a nonzero e n t r y i n t h e f i r s t row
i f ( i >iMin ) {
tRow =(* a r r ) ( i , b l i t z : : Range : : a l l ( ) ) ;
(* a r r ) ( i , b l i t z : : Range : : a l l ( ) ) =(* a r r ) ( iMin , b l i t z : : Range : : a l l ( ) ) ;
(* a r r ) ( iMin , b l i t z : : Range : : a l l ( ) )=tRow ;
}
/ / 3 . i f a d e n o t e s t h e l e a d i n g nonzero e n t r y i n row one , m u l t i p y each e n t r y
/ / i n row by 1 / a
t d 1 =(* a r r ) ( iMin , j ) ; f o r ( j j =jMin ; j j <=jMax ; j j ++) (* a r r ) ( iMin , j j ) =(* a r r ) ( iMin , j j ) / t d 1 ; / / * * * ? r e w r i t e t o b e t t e r
use b l i t z ? ( n o t s u r e i f do ing t h a t w i l l a c t u a l l y i n c r e a s e speed )
/ / 4 . add a p p r o p r i a t e m u l t i p l e s o f row one t o each o f t h e r e m a i n i n g rows
/ / so t h a t e v e r y e n t r y below t h e l e a d i n g 1 i n row one i s a 0
f o r ( i i =iMin +1; i i <=iMax ; i i ++) {
t d 2 =(* a r r ) ( i i , j ) / ( * a r r ) ( iMin , j ) ;
f o r ( j j = j ; j j <=jMax ; j j ++) (* a r r ) ( i i , j j ) =(* a r r ) ( i i , j j )−t d 2 *(* a r r ) ( iMin , j j ) ; / / * * * ? r e w r i t e t o b e t t e r use
b l i t z ?
}
/ / 5 . t e m p o r a r i l y i g n o r e t h e f i r s t row o f t h i s m a t r i x and r e p e a t s t e p s 1−4
/ / on t h e s u b m a t r i x t h a t rema ins . s t o p t h e p r o c e s s when t h e r e s u l t i n g
/ / m a t r i x i s i n e c h e l o n form
iMin ++; jMin ++;
}
/ / 6 . hav in g reached e c h e l o n form i n s t e p 5 , c o n t i n u e on t o reduced e c h e l o n form
/ / as f o l l o w s : p r o c e e d i n g upward , add m u l t i p l e s o f each nonzero row t o
/ / t h e rows above i n o r d e r t o z e r o a l l e n t r i e s above t h e l e a d i n g 1
f o r ( i=iMax ; i >0; i−−) {
j =0; w h i l e ( ( j <jMax ) &&((* a r r ) ( i , j ) ==0) ) j ++;
i f ( j != jMax ) f o r ( i i =i−1; i i >=0; i i −−) {
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t d 1 =(* a r r ) ( i i , j ) / ( * a r r ) ( i , j ) ;
f o r ( j j =0; j j <=jMax ; j j ++) (* a r r ) ( i i , j j ) =(* a r r ) ( i i , j j )−t d 1 *(* a r r ) ( i , j j ) ; / / * * * ? r e w r i t e t o b e t t e r use
b l i t z ?
}
}
}
* /
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D.4.5 Mouse.h & Mouse.cpp
Mouse handling.
Listing 24: Mouse.h
#pragma once
# i n c l u d e < ClanLib / d i s p l a y . h>
c l a s s Mouse
{
p u b l i c :
Mouse ( ) ;
v i r t u a l ~Mouse ( ) ;
CL_Mouse mouse ;
C L _ S l o t C o n t a i n e r s i g n a l S l o t s ;
i n t x , y ; / / l a s t c l i c k e d c o o r d i n a t e s
bool c l i c k ; / / mouse has been c l i c k e d
void I n i t i a l i z e ( ) ;
void MouseDown ( c o n s t CL_InputEvent& i e ) ;
void MouseUp ( c o n s t CL_InputEvent& i e ) ;
i n t g e t _ x ( ) { re turn mouse . g e t _ x ( ) ; }
i n t g e t _ y ( ) { re turn mouse . g e t _ y ( ) ; }
} ;
Listing 25: Mouse.cpp
# i n c l u d e " Mouse . h "
Mouse : : Mouse ( )
{
}
Mouse : : ~ Mouse ( )
{
}
void Mouse : : I n i t i a l i z e ( )
{
s i g n a l S l o t s . c o n n e c t ( mouse . s ig_key_down ( ) , t h i s , &Mouse : : MouseDown ) ;
s i g n a l S l o t s . c o n n e c t ( mouse . s i g _ k e y _ u p ( ) , t h i s , &Mouse : : MouseUp ) ;
c l i c k = f a l s e ;
}
void Mouse : : MouseDown ( c o n s t CL_InputEvent& i e )
{
i n t mousex=mouse . g e t _ x ( ) ;
i n t mousey=mouse . g e t _ y ( ) ;
x=mousex ; y=mousey ;
i f ( mousey >500) re turn ; / / c l i c k e d i n menu
c l i c k = t ru e ; / / t e l l r e s t o f program I have been c l i c k e d
}
void Mouse : : MouseUp ( c o n s t CL_InputEvent& i e )
{
}
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D.4.6 Keyboard.h & Keyboard.cpp
Keyboard handling.
Listing 26: Keyboard.h
#pragma once
# i n c l u d e < ClanLib / d i s p l a y . h>
c l a s s Keyboard
{
p u b l i c :
Keyboard ( ) ;
v i r t u a l ~Keyboard ( ) ;
CL_Keyboard keyboard ;
C L _ S l o t C o n t a i n e r s i g n a l S l o t s ;
i n t keyID ; / / l a s t p r e s s e d key
bool keyDown ; / / A key has been p r e s s e d
void I n i t i a l i z e ( ) ;
void KeyDown ( c o n s t CL_InputEvent& i e ) ;
void KeyUp ( c o n s t CL_InputEvent& i e ) ;
bool g e t _ k e y c o d e ( i n t keycode ) { re turn keyboard . g e t _ k e y c o d e ( keycode ) ; }
s t d : : s t r i n g get_key_name ( i n t i d ) { re turn keyboard . get_key_name ( i d ) ; }
} ;
Listing 27: Keyboard.cpp
# i n c l u d e " Keyboard . h "
Keyboard : : Keyboard ( )
{
}
Keyboard : : ~ Keyboard ( )
{
}
void Keyboard : : I n i t i a l i z e ( )
{
s i g n a l S l o t s . c o n n e c t ( keyboard . s ig_key_down ( ) , t h i s , &Keyboard : : KeyDown ) ;
s i g n a l S l o t s . c o n n e c t ( keyboard . s i g _ k e y _ u p ( ) , t h i s , &Keyboard : : KeyUp ) ;
keyDown= f a l s e ;
}
void Keyboard : : KeyDown ( c o n s t CL_InputEvent& i e )
{
keyID= i e . i d ;
keyDown= t rue ; / / t e l l r e s t o f program t h a t a key has been p r e s s e d
}
void Keyboard : : KeyUp ( c o n s t CL_InputEvent& i e )
{
}
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D.4.7 ClanLibExtensions.h & ClanLibExtensions.cpp
Extra functionality which should have been provided by ClanLib, but isn’t.
Listing 28: ClanLibExtensions.h
#pragma once
# i n c l u d e <png . h>
# i n c l u d e < ClanLib / d i s p l a y . h>
# i n c l u d e < s t r i n g >
# i n c l u d e < i o s t r e a m >
c l a s s C l a n L i b E x t e n s i o n s
{
p u b l i c :
C l a n L i b E x t e n s i o n s ( ) ;
v i r t u a l ~ C l a n L i b E x t e n s i o n s ( ) ;
bool saveToPNG ( s t d : : s t r i n g f i l e n a m e , CL_Surface &s u r f a c e ) ;
p r i v a t e :
bool saveToPNG ( s t d : : s t r i n g f i l e n a m e , unsigned long d a t a _ w i d t h , unsigned long d a t a _ h e i g h t , unsigned char * da ta , unsigned
long width , unsigned long h e i g h t ) ; / / c a l l e d by saveToPNG ( s t d : : s t r i n g f i l e n a m e , CL_Sur face &s u r f a c e )
} ;
Listing 29: ClanLibExtensions.cpp
# i n c l u d e " C l a n L i b E x t e n s i o n s . h "
C l a n L i b E x t e n s i o n s : : C l a n L i b E x t e n s i o n s ( )
{
}
C l a n L i b E x t e n s i o n s : : ~ C l a n L i b E x t e n s i o n s ( )
{
}
bool C l a n L i b E x t e n s i o n s : : saveToPNG ( s t d : : s t r i n g f i l e n a m e , unsigned long d a t a _ w i d t h , unsigned long d a t a _ h e i g h t , unsigned char *
da ta , unsigned long width , unsigned long h e i g h t )
{
/ / c r e a t e l i b p n g c o m p a t i b l e b u f f e r ( i n f a c t i t ’ s a u n s i g n e d char **)
png_bytepp a b u f f e r = new png_by tep [ h e i g h t ] ;
FILE * fp ;
p n g _ s t r u c t p p n g _ p t r ;
p n g _ i n f o p i n f o _ p t r ;
i n t b i t _ d e p t h = 8 ;
i n t c o l o r _ t y p e = PNG_COLOR_TYPE_RGBA;
f o r ( unsigned i n t i =0 ; i < h e i g h t ; ++ i ) {
a b u f f e r [ i ]=& d a t a [ i * d a t a _ w i d t h * 4 ] ;
}
fp = fopen ( f i l e n a m e . c _ s t r ( ) , "wb" ) ;
i f ( fp == NULL) {
s t d : : c e r r << " E r r o r open ing f i l e ’ "+ f i l e n a m e << s t d : : e n d l ;
re turn f a l s e ;
}
p n g _ p t r = p n g _ c r e a t e _ w r i t e _ s t r u c t ( PNG_LIBPNG_VER_STRING , NULL, NULL, NULL) ;
i n f o _ p t r = p n g _ c r e a t e _ i n f o _ s t r u c t ( p n g _ p t r ) ;
p n g _ i n i t _ i o ( png_p t r , fp ) ;
p n g _ s e t _ c o m p r e s s i o n _ l e v e l ( png_p t r , 6 ) ;
png_set_IHDR ( png_p t r , i n f o _ p t r , width , h e i g h t , b i t _ d e p t h , c o l o r _ t y p e , PNG_INTERLACE_NONE, PNG_COMPRESSION_TYPE_DEFAULT,
PNG_FILTER_TYPE_DEFAULT ) ;
p n g _ w r i t e _ i n f o ( png_p t r , i n f o _ p t r ) ;
png_wr i t e_ image ( png_p t r , a b u f f e r ) ;
p n g _ w r i t e _ e n d ( png_p t r , i n f o _ p t r ) ;
p n g _ d e s t r o y _ w r i t e _ s t r u c t (& png_p t r , &i n f o _ p t r ) ;
f c l o s e ( fp ) ;
d e l e t e a b u f f e r ;
re turn true ;
}
bool C l a n L i b E x t e n s i o n s : : saveToPNG ( s t d : : s t r i n g f i l e n a m e , CL_Surface &s u r f a c e )
{
unsigned long wid th = s u r f a c e . g e t _ w i d t h ( ) ;
unsigned long h e i g h t = s u r f a c e . g e t _ h e i g h t ( ) ;
/ / g e t p i x e l d a t a
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C L _ P i x e l B u f f e r p = s u r f a c e . g e t _ p i x e l d a t a ( ) ;
p . l o c k ( ) ;
/ / c o n v e r t t o l i b p n g c o m p a t i b l e f o r m a t
i f ( p . g e t _ f o r m a t ( ) != CL_Pixe lFormat : : abgr8888 ) {
p = p . t o _ f o r m a t ( CL_Pixe lFormat : : abgr8888 ) ;
}
unsigned char * d a t a = ( unsigned char *) p . g e t _ d a t a ( ) ;
p . u n lo ck ( ) ;
re turn saveToPNG ( f i l e n a m e , p . g e t _ w i d t h ( ) , p . g e t _ h e i g h t ( ) , da t a , width , h e i g h t ) ;
}
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E Description of input and output file formats
The position and attitude data files were downloaded from
http://www-pw.physics.uiowa.edu/~jbg/cas.html
and
http://www-pw.physics.uiowa.edu/~tfa/cassatt.html
E.1 Attitude files
Attitude files contain the axes of the Cassini coordinate system decomposed into either the eclip-
tic or equatorial axes. Example:
SCET S/C X (ECL) S/C Y (ECL) S/C Z (ECL)
--------------------- ----------- ----------- -----------
2005-303T00:00:00.000 -0.119566 0.991468 0.051924
-0.070038 0.043746 -0.996585
-0.990353 -0.122794 0.064210
----------- ----------- -----------
2005-303T00:01:00.000 -0.120857 0.991158 0.054763
-0.070831 0.046416 -0.996408
-0.990140 -0.124302 0.064595
----------- ----------- -----------
E.2 Position files
Position files contain the position and velocity of Cassini decomposed into the ecliptic or equa-
torial axes. Example:
Equatorial Coordinate System
+---------- Position (1 Rs = 60268.0 km) ----------+ +-------------------- Velocity --------------------+
SCET (UT) X (Rs) Y (Rs) Z (Rs) R (Rs) X (km/s) Y (km/s) Z (km/s) Vmag (km/s)
--------------------- ---------- ---------- ---------- ---------- ---------- ---------- ---------- -----------
2005 303 00 00 00.000 -1.211 4.492 0.016 4.652 -15.596 -2.560 0.098 15.805
2005 303 00 01 00.000 -1.227 4.490 0.016 4.654 -15.588 -2.588 0.097 15.802
E.3 LP data files
The LP data files contains several arrays of
year month day hour minute second probe_bias current
’probe_ bias’ goes from max bias to min bias, or from min bias to max bias. The program can
load it either way. When the date changes, a new dataset starts. Example:
2005 10 30 0 9 48.72 33.3900 1.2732e-07
2005 10 30 0 9 48.72 33.1370 1.2482e-07
2005 10 30 0 9 48.72 32.8860 1.2324e-07
...
...
2005 10 30 0 9 48.72 -30.8320 -1.8358e-09
2005 10 30 0 9 48.72 -31.0840 -1.8970e-09
2005 10 30 0 20 28.72 33.3900 1.3919e-07
2005 10 30 0 20 28.72 33.1370 1.3642e-07
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E.4 LP data matrix files
The "LP_ ..._ matrix" files created by the program contain the same data as the LP data files, just
sorted in a different way. The first row is the probe bias, the first column is the dates. The body
of the matrix is the currents. The date has been compressed to day of year (doy). Example:
0 -31.084 -30.832 -30.578 ... 33.137 33.39
303.007 -1.897e-009 -1.8358e-009 -1.7709e-009 ... 1.2482e-007 1.2732e-007
303.014 -1.9088e-009 -1.8358e-009 -1.8439e-009 ... 1.3642e-007 1.3919e-007
E.5 ’angles_...’ files
The "angles_..." files created by the program contain an array of
year month day hour minute second angle1 angle2 ionI elI
where angle1 is the angle between the negative x-axis and the direction to the sun, angle2 is the
angle between the negative z-axis and the direction to the sun, ionI is the current at probe bias
-30 V and elI is the current at probe bias +30 V. Example:
2005 10 30 0 9 48.72 89.8566 149.861 -1.81869e-009 1.07663e-007
2005 10 30 0 20 28.72 88.0105 177.599 -1.87965e-009 1.16837e-007
2005 10 30 0 30 42.96 89.041 160.06 -1.98475e-009 1.18405e-007
E.6 Output from fitting
Fitting produces two output files. The one ending in "_key.txt" contains the key of the other file.
Example: (split into several lines to be readable)
LM success Distance from Saturn (R_S) L-shell (R_S) Density(pop.0) (cm^-3) Temperature(pop.0) (eV)
Density(pop.1) (cm^-3) Effective ion temperature (eV) Plasma potential (V) Plasma velocity (m/s)
SlopeParam1 (nA/V) SlopeParam2 Corrected plasma velocity (m/s)
’LM success’ is 1 if the fitting was a success, 0 if the fitting failed or the data is flagged invalid.
The other file contains an array of those values. Example:
1 4.670000 4.669969 14.869466 2.204525 76.329341 15.649185 5.261852 13497.689657 0.011564 2.224325 29615.211749
1 4.691000 4.690965 15.187524 2.074942 80.969172 13.958209 5.008792 12689.732049 0.014527 2.150887 29529.919408
1 4.713000 4.712962 16.094264 2.132829 110.464042 29.212683 5.063862 19156.126261 0.012216 2.189249 30443.198515
E.7 .fit files
The .fit files describe how to perform a fit. It consists of a header and an array. The format of the
header:
int #OfParameters
string eqToUse
double phEl
int fitIndexMin
int fitIndexMax
# OfParameters is the length of the array.
eqToUse is a string specifying which equations to use. Valid values are
155
3.2,6_3.3,6 - Standard. Population 0 is electrons, population 1 is ions.
3.2,6m_3.3,6m - Uses effective ion temperature. Population 0 is electrons,
population 1 is ions.
3.2,6_3.3,6_2e - 2 electron populations. Population 0 and 2 is electrons,
population 1 is ions.
3.2,6_3.3,6_2i - 2 ions populations. Population 0 is electrons,
population 1 and 2 is ions.
all - Use entire model from Whipple(1965). This can be very slow,
and not necessarily better. Any population can be anything.
phEl is the value of the photoelectron current from the probe at negative bias. For Cassini,
this is not a constant. Setting it to a negative value tells the program to use the special Cassini
photoelectron mode.
fitIndexMin is the index of the first probe bias value to include in the fitting. fitIndexMax is
the index of the last probe bias value to include in the fitting. For example, the data from Cassini
has 256 voltage steps. To only fit the negative bias, set fitIndexMin to 0 and fitIndexMin to 128.
After the header there is an array of
string ParameterCode
bool fit
double initialValue
double lowerBound
double upperBound
string unit
ParameterCode specifies which parameter this entry in the array concerns. Valid values are
n -- Density for population 0 and 1
T -- Temperature for population 0 and 1
n# -- Density for population #
T# -- Temperature for population #
c# -- Charge for population #
m# -- Mass for population #
rp -- Radius of probe
Ppl -- plasma potential
vp -- plasma velocity
T1eff -- Use effective temperature to get velocity.
Assumes that pop 0 is electrons, pop 1 is ions
Must be used together with 3.2,6m_3.3,6m
Ppl# -- Plasma potential for population # (be careful with this)
vp# -- Plasma velocity for population # (be careful with this)
APpl -- Alternate plasma potential for all populations (be careful with this)
Avp -- Alternate velocity for all populations (be careful with this)
fit is 1 if the parameter is to be fitted, 0 if it is a constant.
initialValue is the initial value for the parameter. If the parameter is constant, it will have this
value.
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lowerBound is the lowest value a parameter can take while fitting. A constant needs no
bounds, but there has to be a value there to be read anyway.
upperBound is the highest value a parameter can take while fitting.
unit is the unit used. For most parameters, there’s no choice. They will use their default unit
no matter what is written here. Temperature can be given in units of electron volt (eV) or Kelvin
(K). Mass can be given in units of electron mass (m_e) or atomic mass unit (u). The default units
are meter for rp, volt for Ppl, meter per second for vp, the elementary charge for c# and cm−3
for n.
Example:
10
3.2,6m_3.3,6m
-1
0 150
rp 0 0.025 0 0 -
n0 1 50 0.001 1000000 -
T0 1 1 0.01 10000 eV
m0 0 1 0 0 m_e
c0 0 -1 0 0 -
n1 1 50 0.001 1000000 -
T1eff 1 1 0.01 10000 eV
m1 0 18 0 0 u
c1 0 1 0 0 -
Ppl 1 0 -15 15 -
The line rp 0 0.025 0 0 - tells the program that the radius of the LP is constant and
has the value 0.025, which is by default given in meters.
The line T0 1 1 0.01 10000 eV tells the program that the temperature of population
0 is to be fitted, it has a starting value of 1, cannot go lower than 0.01 or higher than 10000 and
the values are given in electron volt (eV).
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