With an increasing demand for green and environmentally friendly products, configuring a customized product from modular product design to satisfy both individualized customer requirements and environment restrictions has become a vital task for mass customization. In this paper, we addressed a module-based product configuration problem under carbon emission regulation, i.e., carbon cap-and-trade schema. The configuration problem under carbon cap-and-trade schema was formulated as a mixed-integer programming problem. Due to the NP-hard characteristics of the model, a genetic algorithm was employed to solve the configuration problems under carbon cap-and-trade. Experiments were carried out to analyze the effects of carbon emissions on product configuration decisions and carbon purchasing decisions. As a result, the range for carbon emission cap is suggested for both manufacturers and government agency, which provides the decision supporting for both customized and low-carbon production and green manufacturing.
Introduction
Product configuration is a means to implement customized products for customers by selecting modules combination from candidate modules, which is regarded as an enabling technology for mass customization [1] . In mass customization production, a product is designed as one consisting of various modules which implements different functions of products [2, 3] . Furthermore, modules can be classified as common modules, variant modules and optional modules [4] . By selecting different module combinations, a product satisfying both customer individualized requirements and configuration rules can be derived. Product configuration has its root in the artificial intelligence domain in the early 1980s when the configuration system R1 was developed to configure a computer system using rule-based reasoning [5] . Since then, much attention has been paid to developing various methods for solving product configuration problems [1, 6] . The main techniques include rule-based reasoning [5] , case-based reasoning (CBR) [7, 8] and the constraint satisfaction problem (CSP) [9] [10] [11] . Nevertheless, the above studies only concentrated on obtaining a feasible configuration and they did not consider how to seek an optimal configuration solution in case a numerous number of configurations exist. To handle the problem with optimal configuration, exact methods like mathematical programming [12] and meta-heuristic algorithms [13] [14] [15] , such as particle swarm optimization (PSO) and genetic algorithm (GA), were utilized to determine the optimal or near-optimal configurations.
Recently, with an increasing concern for environmental issues as well as sustainable manufacturing, taking environmental factors such as carbon emissions into account during the product design and Sustainability 2020, 12, 1145 3 of 13 problem (CSP), aim to find a feasible configuration, given the configuration rules and customer requirements. For example, Tseng and Lee applied the CBR to obtain a feasible configuration by considering the similarity between the previous configuration cases and the current configuration requirements [7, 8] . However, the hierarchical structures of products are ignored in the CBR and thus, it cannot deal with product configuration with structured components. CSP, as a descriptive representation independently of concrete domain knowledge, has become the mainstream method for solving product configuration problems [9] [10] [11] . For instance, Stumptner and Aldanondo employed CSP to inference a valid configuration by transforming configuration concepts such as attributes, module, and rules into the elements like variables and domains in the CSP [9, 11] . Nevertheless, the above studies only concentrated on obtaining a feasible configuration and they did not consider how to find an optimal configuration solution in the case of the existence of numerous configurations. To handle the problem with optimal configuration, exact methods like mathematical programming [12] , and meta-heuristic algorithms [13] [14] [15] such genetic algorithm (GA) are utilized to determine the optimal or near-optimal configurations. For example, Aldanondo and Vareilles constructed an integer linear programming model for optimizing the product configuration problem and deriving the optimal configuration [12] . Hong et al. employed GA for identifying optimal product configuration given the AND-OR tree representation for a product family and customer requirements [13] . With great achievement in solving algorithms for product configuration, some recent studies have begun to concentrate on eliciting customer preferences by using the fuzzy kano model [29] , concurrent product configuration and process configuration [30] , utilizing online review data to obtain feasible configuration [31] and design a product configuration system based on the adaptable open architecture product platform [32] .
Environmental Considerations in Product Design and Remanufacturing
Environmental impacts, especially CO 2 emissions, are gradually recognized in product design, manufacturing and remanufacturing. To start with, some researchers focus on developing quantitative methods for measuring GHG emissions of products during the product design and manufacturing stages. For example, Song and Lee presented an approach to estimating the GHG (Greenhouse Gas) emission of a product through its life cycle including raw material, manufacturing, transportation, distribution, and use [16] . Zhang et al. developed a new way of calculating carbon footprint of a product by focusing on the connection characteristics between components [17] . Yi et al. investigated the potential of process parameter optimization to minimize carbon emissions during machine processing for low-carbon manufacturing [19] . Furthermore, reducing environmental impacts is mainly dealt with in remanufacturing. For example, Kim and Kwak presented a green-profit model for a line of new and remanufactured products where a target for environmental-impact savings is set [20] . Based on the work, Saidani et al. further extended the green-profit model for new and remanufactured products by considering the product circularity performance [23] . Igarashi et al. proposed a multi-criteria optimization model for end-of-life product disassembly systems, taking CO 2 saving rates, recycling and cost into account [24] . Loon and Wassenhove developed a simper tool for a supplier to assess the economic and environmental impact of remanufacturing [21] .
Only a few studies regarding product family and product configuration considered the environmental impacts. Kwak and Kim developed an optimization model for a product family design from an end-of-life perspective and the environmental impacts, i.e., the recovery rate of materials, were considered in the model [26] . Work closely related to our study was reported by Tang et al. (2017) [25] , which addressed product configuration problems with the objective of reducing carbon emissions. However, they do not deal with the carbon emission regulations proposed by (UNFCCC) and the Kyoto Protocol, among which carbon cap-and-trade and carbon tax are the two main types of regulations applied. Therefore, our main contribution was to investigate the product configuration problem under carbon cap-and-trade regulation and analyze the effect of this regulation on configuration results. 
Product Configuration Problem under Carbon Emission Restrictions

Problem Statement
It is assumed that a company which implements mass customization production offers customers with customized products by employing module-based product design. Namely, the product consists of various modules with different functions. A module is composed of module instances with the same or similar functions, but somewhat different attributes or performances of products. The module instances belonging to the same module are exclusively selected when configuring a product, namely that the module instances are exclusive-OR (XOR). Furthermore, there exist configuration rules between module instances due to economical, technical and lawful restrictions. Typical configuration rules include selective rules and incompatible rules. For the former, it represents that the selection of a module instance must select another module instance in the same configuration because they are dependent. For the latter, it means that two instances are incompatible and thus, they cannot exist in the same configuration. By selecting candidate instances, an individualized product satisfying customers' requirements can be derived.
With the increasing concern for environmental issues, the company decides to pay equal importance to both individualized requirements for customers and carbon emission policies. Thus, the carbon emission regulations, such as carbon-cap, carbon-tax and carbon cap-and-trade, must be observed when a customized product is configured. The carbon-cap schema enforces that the amount of carbon emissions cannot exceed the specified quota. For the cap-and-trade regulation, an additional amount of carbon emissions can be purchased (or sold) via a carbon exchange market when the carbon emission amount is below (or beyond) the quota. Compared to carbon-cap, cap-and-trade is more flexible for a manufacturer and thus, the cap-and-trade schema is adopted was this study. Therefore, the product configuration problem under carbon emission regulation was defined to select candidate module instances to constitute a valid product such that configuration rules and the cap-and-trade regulation are observed and customer requirements are met.
Mathematical Model
The product configuration problem under the carbon cap-and-trading schema can be formulated as a mixed-integer programming model. The objective of the model was to determine the selection of module instances for customized products with the objective of minimizing total configuration costs including module cost and possibly carbon purchase cost. In particular, the decision variables in the optimization model include binary variables x ijk , representing whether module instance k of module j for customer i is selected in the configuration (= 0) or not (= 1), and continuous variables E b , meaning the possible amount of purchased carbon emissions.
The notations for sets, variables and parameters are shown as follows.
(1) Index i,i (= 1, 2, · · · , N) : Index for customer orders.
j, j (= 1, 2, · · · , M) : Index for modules.
k,k (= 1, 2, · · · , K) : Index for module instances. ε jk : Per-unit amount of carbon emissions for instance k of module j during the assembly processes.
α: Penalty factor for purchasing carbon emissions.
CR i : Requirements of customer order i for module instances.
XOR: Set for candidate module instances of a module.
SEL: Set for module instances with selective rules.
INC: Set for module instances with incompatible rules. (3) Variables
x ijk : Module instance k of module j for customer i is selected in the configuration (=0) or not (=1).
With the notations in mind, the mathematical programming model for product configuration under carbon cap-and-trading schema is constructed below.
The objective function (1) minimizes the total module costs and the costs for purchasing carbon emissions. Here, the term (E b , 0) + means max(0, E b ) and α is a penalty factor with the aim of avoiding purchasing a too high level of carbon emissions from the market. Constraints (2) ensure XOR structure restrictions among candidate module instances of a module, namely that only an instance of a module can be selected. Constraints (3) enforce the incompatible rules where two module instances cannot be selected in the same configuration. Constraints (4) guarantee the selective rules where the existence of a module instance depends on that of another module instance. Customer requirements are specified on the requirement for the existence of module instances by mapping functional requirements of a product into its modules, as enforced by Constraints (5) . Equation (6) calculates the total amount of carbon emissions for a product during the configuration processes. The possible carbon purchase amount is inferred by Equation (7) . Constraints (8) and (9) restrict decision variables.
Propose Algorithm
The configuration optimization model mentioned above is a combinational optimization problem and thus, is an NP-hard one. As a consequence, it is very difficult to solve this by classical mathematical programming methods, especially considering the large-sized problem. The meta-heuristic algorithm is more effective than the traditional methods. Many heuristic algorithms, such as the genetic algorithm and the particle swarm algorithm, have been proposed to solve the combinational optimization problem. Owing to its simple computation and robust search ability, the genetic algorithm was adopted in this paper to solve the product configuration model under the carbon cap-and-trading schema in Section 2. The evolutionary mechanisms, including encoding, crossover and mutation operators in the genetic algorithm for solving the product configuration model are elaborated below.
Encoding
A solution to the product configuration problem is denoted by a chromosome. The integer-coding approach was employed in this study to represent a chromosome. The locus of a gene determines the modules and the value of the gene represents the module instance of the module, i.e., the decision variable x ijk . Therefore, the range of the value of a gene is 1, K j where K j is the number of instances of module j. An example of a chromosome for product configuration problem is shown in Figure 1 . It indicates that seven modules are contained in a product. For module 1, the second module instance is selected in the configuration and for module 2, the first module instance selected. For module 3, the second instance is selected and for module 4, the third selected, etc. The configuration optimization model mentioned above is a combinational optimization problem and thus, is an NP-hard one. As a consequence, it is very difficult to solve this by classical mathematical programming methods, especially considering the large-sized problem. The meta-heuristic algorithm is more effective than the traditional methods. Many heuristic algorithms, such as the genetic algorithm and the particle swarm algorithm, have been proposed to solve the combinational optimization problem. Owing to its simple computation and robust search ability, the genetic algorithm was adopted in this paper to solve the product configuration model under the carbon cap-and-trading schema in Section 2. The evolutionary mechanisms, including encoding, crossover and mutation operators in the genetic algorithm for solving the product configuration model are elaborated below.
A solution to the product configuration problem is denoted by a chromosome. The integer-coding approach was employed in this study to represent a chromosome. The locus of a gene determines the modules and the value of the gene represents the module instance of the module, i.e., the decision variable . Therefore, the range of the value of a gene is [1, ] where is the number of instances of module . An example of a chromosome for product configuration problem is shown in Figure 1 . It indicates that seven modules are contained in a product. For module 1, the second module instance is selected in the configuration and for module 2, the first module instance selected. For module 3, the second instance is selected and for module 4, the third selected, etc. 
Selection and Crossover Operator
By the selection operator, the parent chromosomes are selected to reproduce offspring. The tournament selection was utilized in this study to pick up a certain number of individuals and then select the best one into a set until the needed number of individuals in the set is met. For the crossover operator, the uniform crossover, where each gene in the child chromosome comes from two parents in the equal probability, is exploited to produce child chromosomes. For example, as shown in Figure 2 , for parent 1 and parent 2, each gene in the chromosomes is copied from parent 1 or parent 2 in equal probability. Due to the fact that both third genes in both parents are the value 2, the value of the third gene in the child chromosome stays the same, i.e., value 2. The child chromosome in the figure denotes that for modules 1, 2, 3 and 5, the second instances from the corresponding parents were selected in the configuration and for module 4, the first instance from parent 2 was selected. 
Mutation Operator
By using the mutation operator, the genetic algorithm can be prevented to be trapped in local optimum. The conventional single-point mutation is adopted in this study to mutate a gene in a chromosome. An example of a mutation operation for the product configuration problem is illustrated in Figure 3 . For example, the value of the third gene is changed from value 2 to 3 after the mutation operation is carried out. This means that for module 3, the second instance is selected in the configuration before mutation and then the third module instance is selected after mutation. 
By using the mutation operator, the genetic algorithm can be prevented to be trapped in local optimum. The conventional single-point mutation is adopted in this study to mutate a gene in a chromosome. An example of a mutation operation for the product configuration problem is Sustainability 2020, 12, 1145 7 of 13 illustrated in Figure 3 . For example, the value of the third gene is changed from value 2 to 3 after the mutation operation is carried out. This means that for module 3, the second instance is selected in the configuration before mutation and then the third module instance is selected after mutation.
Constraint Handling
As described in Section 2.2, Constraints (1)-(9) are contained in the optimization model for product configuration. However, the chromosomes reproduced by crossover and mutation operators might not satisfy all the constraints (1)- (9) . As a result, constraint violation might occur and thus, must be handled in the evolutionary processes of the genetic algorithm. There exist two types of constraint handling approaches in GA [33] . One is the repair approach where the violated chromosome is transformed to a feasible one according to the repair rules or algorithms. The other is the penalty approach where a penalty term is added to the objective function to avoid invalid chromosomes entering into next-generation population. The penalty approach is employed in this study due to its simplicity and easy to implementation. Based on the penalty approach, the objective function (1) in Section 2 is modified as below. 
As described in Section 2.2, Constraints (1)-(9) are contained in the optimization model for product configuration. However, the chromosomes reproduced by crossover and mutation operators might not satisfy all the constraints (1)- (9) . As a result, constraint violation might occur and thus, must be handled in the evolutionary processes of the genetic algorithm. There exist two types of constraint handling approaches in GA [33] . One is the repair approach where the violated chromosome is transformed to a feasible one according to the repair rules or algorithms. The other is the penalty approach where a penalty term is added to the objective function to avoid invalid chromosomes entering into next-generation population. The penalty approach is employed in this study due to its simplicity and easy to implementation. Based on the penalty approach, the objective function (1) in Section 2 is modified as below.
Here, θ is a penalty coefficient. l h (x) denotes the left-hand expression of the inequality constraints with the form '≤' whereas r h (x) is the right-hand expression of the inequality constraint with the form '≤'. H is the number of the set that contain all invalid inequalities. Similarly, ql s (x) represents the left-hand expression of the invalid equality constraint while qr s (x) is the the right-hand expression of the invalid equality. S is the number of the invalid equality set.
Fitness and Population Initialization
The fitness of a chromosome determines the chance of its survival in next generation evolution. Greater fitness value can ensure the large probability of being selected in the next generation evolution of a population. Owing to the objective function f (x) in the product configuration problem as a minimization one, the fitness of a chromosome in the genetic algorithm for solving the configuration problem is defined as − f (x). Initial population is obtained by randomly generating a group of feasible chromosomes that satisfy all constraints specified in the product configuration model, i.e., Constraints (2)- (9) . Moreover, the elite retention strategy where the chromosome with best fitness value, i.e., the best chromosome is kept in next-generation population is employed in the genetic algorithm such that the quality of the population can be enhanced. The flowchart of the employed genetic algorithm for solving product configuration problem is depicted in Figure 4 . As shown in the figure, the algorithm begins with the initialization of some parameters, such as the size of population nPop, the maximal number of iteration T, the probabilities of mutation and crossover operation. Then, the initial population is randomly generated and the fitness values of chromosomes in the population are evaluated. The tournament selection operator is utilized to select the parents and the uniform crossover operator is used to reproduce offspring in the next-generation population. The reproduced offspring are mutated in some probability according to the single-point mutation operation. If the mutated chromosomes violate the constraints specified in the product configuration model, the penalty-based approach is utilized to add a penalty term into the objective function, as described in Section 4.4. Otherwise, the fitness values of the population are calculated and the chromosomes in population are ranked according to their fitness value in a decreasing order. The chromosomes ranked in top nPop constitute the next-generation population and thus in this way the elite is reserved. The above processes are repeated until the number of iteration exceeds the specified maximal number of iteration. At that time, the optimal configuration result and the amount of carbon emissions to be purchased are derived. 
Case Study
Case Data
A ranger-drilling machine manufacturer offers a configurable product family for customers since the ranger-drilling machines is often used for digging tunnels, mining and excavating rivers and the structure of products highly depends on their working environment. The ranger-drilling machine is planned into a modular structure which contains eleven modules. . Each module contains several module instances (components), which have the same or similar functions and differ in the performances or characteristic of products. The information about modules and corresponding module instances for a ranger-drilling machine is shown in Table 1 . The amount of carbon emissions for a module instance in product assembly is calculated via the activity-based method mentioned in [18] , considering only the carbon emission caused by electricity. The carbon emission coefficient per-unit electricity in China is 0.6574 kg CO e/kwh, and the price of carbon 
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Case Data
A ranger-drilling machine manufacturer offers a configurable product family for customers since the ranger-drilling machines is often used for digging tunnels, mining and excavating rivers and the structure of products highly depends on their working environment. The ranger-drilling machine is planned into a modular structure which contains eleven modules. module instances for a ranger-drilling machine is shown in Table 1 . The amount of carbon emissions for a module instance in product assembly is calculated via the activity-based method mentioned in [18] , considering only the carbon emission caused by electricity. The carbon emission coefficient per-unit electricity in China is 0.6574 kg CO 2 e/kwh, and the price of carbon emission in Shanghai Environment and Energy Market is averagely 5.71 dollars/ton. The configuration rules between module instances and the carbon emission limitation, i.e., carbon cap, are shown in Table 2 . As shown in the table, the limitation for carbon emission amount. i.e., carbon cap, by a product is 74 kg CO 2 e. The configuration requirements for a customer are shown in Table 3 and the number of ordered product is 100. Table 3 . Customer requirements.
Configuration Requirement Explanation
1
The customer requires M 21 in the product. 2 The customer requires M 11,2 in the product.
Configuration Results
The genetic algorithm for solving product configuration model in Section 3 is programmed in Matlab 2014b and the parameter setting for the algorithm is as follows. The crossover probability is 0.8, the crossover probability 0.2, the population size 25, and the number of maximal iterations is 50. The optimal configuration results and the optimal amount of purchased carbon amount when carbon cap is 74 kg CO 2 e, 50.85 kg CO 2 e, 40 kg CO 2 e, respectively, are shown in Table 4 . It can be seen that the module instances with relatively low cost but high GHG emissions tends to be selected when carbon emission limitation is loose, namely that carbon cap is 74 kg CO 2 e. As a consequence, the configured product has low total cost and rather high GHG emissions. On the other hand, it tends to select the module instances with relatively high cost, but low GHG emission when carbon restriction is strict, for example when carbon cap is 50.85 or 40 kg CO 2 e. Therefore, the configured product is of high cost but low carbon emissions. 
Parameter Analysis
The effects of carbon cap on total configuration costs, module costs, and purchase costs for carbon emissions are further analyzed in this study. Figure 5 shows the change of total configuration costs, module costs, and purchased cost with carbon cap. Obviously, all three kinds of costs increase with a decrease in carbon cap. This indicates that stringent carbon cap will lead to an increase in the configuration cost of products.
However, the purchase cost for carbon emissions equals to 0 when carbon cap is 50.85 kg CO 2 e. This is to say, at this time, the permitted amount of carbon emissions, i.e., carbon cap, is equal to the amount produced by the configured product. Therefore, it is unnecessary to purchase addition carbon emissions from the market. As a result, the purchase cost for carbon emissions is 0, and the total configuration cost equals to the module costs. Furthermore, when carbon cap is greater than 50.85 kg CO 2 e, for the same reason, it is unnecessary to purchase addition carbon emissions and thus, the purchase cost is 0 due to the fact that the produced carbon emissions during the configuration processes can satisfy the carbon cap.
However, the total configuration cost will be unaffected when the carbon cap is greater than 75 kg CO 2 e. The reason for this is that any configuration result satisfies the carbon cap and thus the constraint imposed by the carbon cap become invalid. At this time, the total configuration cost achieves its minimum and does not change with the increase in carbon cap. However, the amount of carbon emission in the product is the highest at this moment, as shown in Figure 6 . When the carbon cap is less than 50.85 kg CO 2 e, the manufacturer needs to purchase extra carbon emissions to complete the configuration of customer orders since the carbon emission in any configured product will exceed the carbon cap. This will result in an increase in the purchase costs for carbon emissions and thus, the total configuration cost. However, the amount of carbon emission is the lowest at the moment, as shown in Figure 6 , although it pays additional cost to purchase extra carbon quota. Therefore, it is of utmost importance to set a reasonable range for carbon cap in order to reduce both cost optimization and carbon emissions. From both Figures 5 and 6 , it can be concluded that a reasonable range for carbon cap is [50.85, 75]. The concrete value to be adopted depends on the trade-off between cost reduction and carbon emission reduction. The concrete value to be adopted depends on the trade-off between cost reduction and carbon emission reduction. 
Conclusions
To deal with the product configuration problem under the cap-and-trade regulation, a mixed-integer programming model is built with the objective of minimizing total configuration costs, subject to the carbon emission regulation. For different carbon allowances, optimal cost optimization and carbon emissions. From both Figures 5 and 6 , it can be concluded that a reasonable range for carbon cap is [50.85, 75]. The concrete value to be adopted depends on the trade-off between cost reduction and carbon emission reduction. 
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To deal with the product configuration problem under the cap-and-trade regulation, a mixed-integer programming model is built with the objective of minimizing total configuration costs, subject to the carbon emission regulation. For different carbon allowances, optimal configuration results are obtained and configuration costs are further analyzed. The results indicate that a stringent carbon cap will lead to an increase in both total configuration cost and carbon purchase cost, but a decrease in the generated carbon emission amount. On the other hand, a loose carbon cap will result in low configuration cost and high carbon emission amount. Consequently, the value of carbon cap is a key to make a balance between total configuration cost and carbon emission amount. The reasonable range for setting the value of the carbon cap is suggested by analyzing the relationships among configuration cost, carbon emission amount and carbon cap. There are several further research directions to explore. One is to investigate the configuration problem considering both uncertain carbon trading prices and multi-sourcing suppliers for modules within a supply chain. Another interesting direction is to explore the configuration problem considering both product end-of-life strategy like remanufacturing and circularity performances and carbon cap-and-trade regulation.
