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pravili.
DRL Drools Rule Language Drools jezik za zapis pravil.
KRR Knowledge Representation and Prikaz znanja in sklepanje.
Reasoning
SQL Structured Query Language Strukturirani povprasˇevalni jezik
za delo s podatkovnimi bazami.
XSS Cross-Site Scripting Napad skriptnega izvajanja za vecˇ
mest.

Povzetek
Validacija vnosov v spletnih aplikacijah predstavlja pomemben del njiho-
vega delovanja. Vneseni podatki morajo biti skladni s tehnicˇnimi omejitvami
vnosa, ki jih dolocˇi razvijalec, ali pa z omejitvami iz poslovnega okolja. V
programskih ogrodjih za izdelavo spletnih aplikacij je validacijska logika sklo-
pljena s programsko kodo. Zaradi tega je ob spremembi posameznega pravila
potrebno ponovno prevajanje in postavitev spletne aplikacije, kar otezˇi nji-
hovo upravljanje in vzdrzˇevanje. V tem delu smo razvili sistem za validacijo
vnosov s pomocˇjo sistema za upravljanje s poslovnimi pravili. Validacijska
pravila so shranjena v centralnem repozitorju, locˇeno od implementacije sple-
tne aplikacije. S tem smo dosegli enostaven in pregleden zapis validacijske
logike v obliki deklarativnih poslovnih pravil ter poenostavili vzdrzˇevanje
aplikacij ob spremembah validacijske logike.
Kljucˇne besede: validacija vnosov, spletne aplikacije, poslovna pravila.

Abstract
Input validation in web applications represents an important part of their
functionality. With proper validation we ensure that provided input data
is in accordance with technical constraints, defined by the developer and
with business-related constraints. In web development frameworks, valida-
tion logic is coupled with program code. If one validation rule is changed,
application needs to be recompiled and redeployed. In this thesis we de-
veloped a system for input validation based on business rules management
system. Validation rules are stored in central repository, separated from
implementation of web applications. Thus, we have achieved a simple and
transparent way of declaring validation logic in the form of declarative busi-
ness rules as well as simplifed applications maintenance in case of changes in
validation logic.
Keywords: input validation, web applications, business rules.

Poglavje 1
Uvod
Spletne aplikacije nas danes spremljajo na vsakem koraku. Milijoni uporab-
nikov jih vsakodnevno uporabljajo za sˇtevilne aktivnosti, npr. opravljanje
financˇnih transakcij, urejanje dokumentacije, komuniciranje, pridobivanje in-
formacij, druzˇenje, sprostitev ipd.
Zagotoviti moramo, da podatki, vneseni preko spletnega vmesnika, ustre-
zajo bodisi tehnicˇnim omejitvam bodisi omejitvam v poslovnem okolju, kar
dosezˇemo z ustrezno validacijo vnosov. Validacija izboljˇsa varnost aplikacije
ter skrbi, da aplikacija izlocˇi vnose, ki bi lahko povzrocˇili napacˇno delovanje.
V spletnih aplikacijah, izdelanih z namenskimi ogrodji, je validacijska
logika sklopljena s programsko kodo. Zaradi tega je ob spremembi posame-
znega pravila potrebno ponovno prevajanje in postavitev spletne aplikacije,
kar otezˇi njihovo upravljanje in vzdrzˇevanje.
V diplomski nalogi smo zasnovali sistem za validacijo vnosov, ki se opisa-
nega problema loteva s pomocˇjo sistema za upravljanje s poslovnimi pravili.
Ta nam omogocˇa centralizacijo validacijskih pravil v osrednjem repozitoriju,
locˇeno od implementacije aplikacije, kar poenostavi njeno vzdrzˇevanje, saj
ni potrebe po ponovnem prevajanju in namestitvi aplikacije v primeru spre-
membe validacijskih pravil. Z zapisom validacijske logike s pomocˇjo poslov-
nih pravil se izognemo proceduralnim programskim jezikom in validacijsko
logiko zapiˇsemo deklarativno kot mnozˇico poslovnih pravil. Zasnovan sis-
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tem omogocˇa vzdrzˇevanje validacijske logike preko spletnega vmesnika, sa-
modejno generiranje kode JavaScript za validacijo na odjemalcu in mozˇnost
implementacije validacije na strezˇniku.
Diplomska naloga je sestavljena iz 6 poglavij. V poglavju 2 opiˇsemo
pomen in nacˇin implementacije validacije vnosov v spletnih aplikacijah. Po-
glavje 3 predstavi sisteme za upravljanje s poslovnimi pravili. V poglavju 4
opiˇsemo zasnovo in implementacijo razvitega sistema za validacijo vnosov, v
poglavju 5 implementiran sistem preizkusimo s pomocˇjo zato izdelane spletne
aplikacije, zakljucˇke pa podamo v poglavju 6.
Poglavje 2
Validacija vnosov v spletnih
aplikacijah
Validacija vnosov je zelo pomemben del razvoja spletnih aplikacij. Z vali-
dacijo zagotovimo, da podatki, ki jih vnese uporabnik preko spletnega vme-
snika, ustrezajo omejitvam pri vnosu, ki so bile dolocˇene med razvojem apli-
kacije, ali pa so v okviru omejitev iz poslovnega okolja. Z validacijo povecˇamo
varnost in stabilnost aplikacije ter zagotovimo pravilno delovanje [7].
2.1 Varnost spletnih aplikacij
Validacija vnosov preprecˇuje, da bi napadalec v aplikacijo vnesel potencialno
sˇkodljive podatke. Z ustreznim oblikovanjem vnosov lahko napadalec v apli-
kacijo podtakne ukaze, ki lahko vplivajo na potek izvajanja aplikacije. Tako
lahko napadalec pridobi dostop do zaupnih podatkov, ponaredi rezultate, ki
jih vracˇa aplikacija, ali celo povzrocˇi prenehanje njenega delovanja.
Uporabniˇski ukazi so podatki, ki jih uporabnik vnese in imajo neposredni
vpliv na izvajanje aplikacije. Glede na nacˇin vnosa ukaze locˇimo na teks-
tovne ukaze, miˇskine klike, dotike zaslona, zvokovne ukaze, datoteke ipd.
Veliko programskih defektov je posledica napacˇne obdelave ukazov. Apli-
kacija mora biti sposobna pravilno obdelati in se ustrezno odzvati na vse
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mozˇne uporabnikove ukaze, saj le tako zagotovimo pravilno delovanje v vseh
mozˇnih scenarijih. V zadnjem cˇasu se hitro sˇiri uporaba glasovnih ukazov,
ki jih je zaradi narave govora tezˇje pravilno obdelati, zato je pomen pravilne
validacije vnosov pri glasovnih ukazih sˇe vecˇji [13].
Aplikacija mora vse zunanje podatke obravnavati kot potencialno sˇkodljive.
Vsak podatek in ukaz, ki vstopi v aplikacijo, obravnavamo kot nevarnega,
dokler nismo prepricˇani v njegovo nesˇkodljivost. Na enak nacˇin moramo
obravnavati tudi zunanje podatke, kamor spadajo uporabniˇski vnosi, podatki
prejeti preko mrezˇe ter podatki, ki jih aplikacija prejme od drugih procesov.
Vhodni podatki ne smejo imeti nobenih nepricˇakovanih in nezazˇelenih vplivov
na aplikacijo. Aplikacija mora tako vse prejete podatke obdelati, jih preucˇiti
in ugotoviti, ali ustrezajo vnaprej postavljenim validacijskim zahtevam. Ta-
kemu nacˇinu validacije pravimo validacija z belim seznamom (whitelisting).
Pri tej vrsti validacije aplikacija sprejme le tiste vnose, ki ustrezajo pogojem
na belem seznamu. Poznamo tudi validacijo s cˇrnim seznamom (blacklisting),
pri kateri aplikacija sprejme vse vnose razen tistih, ki ustrezajo pogojem na
cˇrnem seznamu. Pristop s cˇrnim seznamom je manj primeren, saj moramo
cˇrni seznam redno vzdrzˇevati, pri tem pa nanj ne moremo vkljucˇiti sˇe neod-
kritih ranljivosti, prav tako pa lahko pri vzdrzˇevanju pride do napak in tako
kak sˇkodljiv vnos pozabimo uvrstiti na seznam [20].
Najpogostejˇsa principa napadov na spletne aplikacije sta vrivanje SQL
(SQL Injection) [8] in napad skriptnega izvajanja za vecˇ mest (Cross-Site
Scripting - XSS ) [11]. V napadih z vrivanjem SQL napadalec kot del vnosa
v aplikacijo poda veljaven SQL stavek, s katerim lahko pride do zaupnih
podatkov ali povzrocˇi drugo poslovno sˇkodo. Pri XSS napadu napadalec
podtakne zlonamerno programsko kodo na spletno stran. Podtaknjena koda
se nato izvaja v brskalnikih uporabnikov, ki obiˇscˇejo spletno stran. V [19] so
avtorji pokazali, da je z ustrezno validacijo vnosov mogocˇe preprecˇiti vecˇino
napadov XSS in napadov vrivanja SQL na obsezˇnem naboru znanih ranlji-
vih spletnih aplikacij. Ustrezno validacijo zagotovimo z dvema konceptoma
validacije, ki jo bomo predstavili v nadaljevanju: validacije vnosov na osnovi
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preverjanja podatkovnih tipov in poslovne validacije vnosov.
2.2 Validacija vnosov na osnovi preverjanja
podatkovnih tipov
V spletni aplikaciji je potrebno zagotoviti, da so vsi vneseni podatki pravil-
nega podatkovnega tipa. Pri vnosih, ki pricˇakujejo numericˇne podatke, s to
vrsto validacije na primer omogocˇimo nemoteno izvajanje matematicˇnih ope-
racij nad vnesenimi podatki. Pri nizih lahko preverjamo njihovo dolzˇino in s
tem izlocˇimo nize, ki bi bili predolgi za zapis v bazo ali nadaljnjo obdelavo.
Nekaj tipicˇnih primerov podatkovnih tipov in pripadajocˇe validacijske
logike v poslovnih okoljih:
• Sˇtevilo - Preverimo, ali vnesen podatek predstavlja veljavno sˇtevilo.
Uposˇtevamo lahko tudi, ali je podatek celo sˇtevilo ali ne, ali je lahko
negativno, kaksˇna je najvecˇja in najmanjˇsa dovoljena vrednost ipd.
• Niz - Preverimo, ali niz vsebuje samo dovoljene znake. V nizih pravi-
loma ne dovolimo posebnih znakov, kot so narekovaji, dvopicˇja, podpicˇja,
podcˇrtaji ipd. S tem se obvarujemo pred napadi s podtikanjem zlona-
merne kode.
• Datum - Preverimo, ali vnesen podatek predstavlja veljaven datum.
Potrebno je biti pozoren na sˇtevilo dni v dolocˇenem mesecu in na pre-
stopna leta. Pri datumu, ki predstavlja leto rojstva, lahko omejimo
najmanjˇso mozˇno letnico.
• IBAN sˇtevilka - Potrebno je preveriti dolzˇino sˇtevilke, ustreznost
znakov, ki jo sestavljajo, in veljavnost kontrolne sˇtevke.
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2.3 Poslovna validacija vnosov
Z uporabo poslovne validacije vnose validiramo na osnovi vsebine. Valida-
cijska pravila za dolocˇeno vnosno polje so lahko odvisna od vrednosti ostalih
polj v obrazcu. Vrednost nekega polja je tako lahko odvisna od vrednosti
nekega drugega polja. Tak primer je polje, ki hrani dan v mesecu. Njegova
vrednost je odvisna od vrednosti polja, ki hrani mesec. Podobna odvisnost
velja pri obveznosti vnosov polj. Pri tem velja tudi, da je obveznost vnosa
nekega polja lahko odvisna od vrednosti nekega drugega polja.
2.4 Pristopi k validaciji vnosov
Danes ne obstaja standardizirana resˇitev za preverjanje vnosov v spletnih
aplikacijah. Validacija na strani odjemalca je implementirana s tehnologi-
jami, ki jih podpirajo spletni brskalniki. Trenutno najpopularnejˇsa resˇitev
je implementacija validacije s programskim jezikom JavaScript, saj je jezik
zelo razsˇirjen in dobro podprt v vecˇini modernih brskalnikov [9]. V novejˇsih
aplikacijah, izdelanih s tehnologijo HTML5, lahko del validacije vnosnih polj
implementiramo z namenskimi atributi vnosnih polj, ki jih za ta namen uvaja
standard HTML5 [23]. Na strani strezˇnika se validacija implementira z jezi-
kom, v katerem je razvita spletna aplikacija [12] [15].
Primer deklarativnega sistema za validacijo vnosov so predstavili avtorji
v [5]. To so dosegli z razsˇiritvijo jezika HTML z namenskimi znacˇkami, ki
omogocˇajo deklarativen zapis validacijske logike. Njihova resˇitev resˇuje samo
problem validacije na strani odjemalca, ne naslavlja pa problema validacije
vnosov na strani strezˇnika. V ogrodju JavaServer Faces (JSF) lahko vali-
dacijsko logiko zapiˇsemo deklarativno, z anotacijami na nivoju programske
kode, definirana pravila pa se uporabijo za izvajanje validacije tako na strani
odjemalca, kot na strani strezˇnika [2]. V nasˇem primeru pa smo taksˇen nacˇin
sˇe dodatno razsˇirili in omejitve izvzeli iz aplikacije in jih definirali v obliki
poslovnih pravil.
V nadaljevanju bomo podrobneje predstavili nacˇine implementacije va-
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lidacijske logike na odjemalcu in strezˇniku ter izpostavili probleme, ki se
pojavijo ob vzdrzˇevanju aplikacij.
2.4.1 Validacija na odjemalcu in na strezˇniku
Ustaljena praksa je, da se validacija vnosov implementira na strani odje-
malca in na strani strezˇnika. Z validacijo na strani odjemalca se izognemo
nepotrebni komunikaciji s strezˇnikom v primeru, da vneseni podatki ne ustre-
zajo zahtevam. S tem izboljˇsamo odzivnost aplikacije in zmanjˇsamo omrezˇni
promet. Validacijo na strani odjemalca tipicˇno implementiramo s pomocˇjo
JavaScripta, zato ga vzamemo kot primer. Validacijska funkcija se klicˇe ob
poljubnem dogodku vnosnega polja in uporabnika sproti opozarja na nepra-
vilne vnose. JavaScript lahko prav tako skrbi, da oddaja obrazca ni mogocˇa,
dokler niso vsi vnosi veljavni. Programska koda JavaScript se izvaja v upo-
rabnikovem spletnem brskalniku, locˇeno od preostalega dela spletne aplika-
cije. Pri razvoju moramo uposˇtevati dejstvo, da lahko uporabnik izklopi
izvajanje kode JavaScript v brskalniku in s tem zaobide validacijo vnosov na
strani odjemalca, zato je potrebno validacijo vnosov implementirati tudi na
strani strezˇnika. Pri tem se pojavijo tezˇave s podvajanjem programske kode,
ki pa jih napredna ogrodja za razvoj spletnih aplikacij zˇe resˇujejo.
Nacˇin implementacije validacije na strani strezˇnika je odvisen od plat-
forme, ki jo uporabljamo. Nasˇtejmo nekaj tipicˇnih primerov. V okolju Ja-
vaServer Faces (JSF) validacijo na strezˇniku izvajamo z uporabo vnaprej
definiranih validatorjev, z rocˇno spisanimi razredi za pretvorbo in valida-
cijo, ali pa jih deklarativno navedemo. Okolje ASP.NET uporablja vna-
prej definirane validatorje, ki jih dodamo posameznim vnosnim poljem, in
mozˇnost vkljucˇitve validatorjev v model aplikacije. V Ruby on Rails valida-
torje vkljucˇimo v model. Pri uporabi jezika PHP validacijsko logiko defini-
ramo sami znotraj same aplikacije.
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2.4.2 Validacija vnosov pri vzdrzˇevanju aplikacij
Pomemben del zˇivljenjskega cikla vsake aplikacije je njeno vzdrzˇevanje. Prav
tako kot pri razvoju, je potrebno tudi pri vzdrzˇevanju aplikacije zagotavljati
ustrezno validacijo vnosov. Ker je validacijska logika v vecˇini sistemov im-
plementirana na dveh mestih, je vzdrzˇevanje taksˇnih aplikacij zelo zahtevno.
Prav tako so zaradi velike kompleksnosti validacijske logike verjetnejˇse na-
pake pri implementaciji, ki zmanjˇsajo varnost aplikacije, ali celo vodijo v
napacˇno delovanje aplikacije. V [18] avtorji navajajo, da se 40% ranljivosti
pojavi v prvi izdaji aplikacije, preostalih 60% pa se pojavi sˇele ob dodajanju
novih funkcionalnosti.
Idealen sistem za validacijo vnosov v spletnih aplikacijah bi bil torej tak,
pri katerem bi lahko validacijsko logiko definirali na enem mestu, locˇeno od
programske kode, s pomocˇjo deklarativnega programskega jezika. Sistem bi
potem sam na podlagi teh definicij generiral programsko kodo za validacijo
na odjemalcu in kodo za validacijo na strezˇniku. Tak sistem bi olajˇsal tudi
vzdrzˇevanje aplikacije, saj bi bila vsa validacijska logika zbrana na enem
mestu. Skrbnik aplikacije bi validacijska pravila spreminjal v namenski apli-
kaciji, sistem bi pa poskrbel za dinamicˇno generiranje programske kode vali-
datorjev na odjemalcu in strezˇniku. Tak koncept smo uposˇtevali pri razvoju
predlaganega sistema za validacijo vnosov, predstavljenega v tej diplomski
nalogi.
Poglavje 3
Sistemi za upravljanje s
poslovnimi pravili
Sistemi za upravljanje s poslovnimi pravili (SUPP) omogocˇajo deklarativen
zapis validacijske logike v obliki poslovnih pravil. Z njimi lahko definiramo
pogoje, pri katerih je vnos veljaven, in se izognemo klasicˇnemu pristopu za-
pisa validacijske logike s proceduralnimi programskimi jeziki. Prav tako lahko
validacijsko logiko locˇimo od programske kode in se s tem izognemo ponov-
nemu prevajanju aplikacije ob spremembi posameznega pravila. Zaradi teh
lastnosti sistem za upravljanje s poslovnimi pravili predstavlja osnovo nasˇega
sistema za validacijo vnosov.
3.1 Poslovna pravila
S poslovnimi pravili se najvecˇkrat srecˇujemo v poslovnih okoljih. Poslovno
pravilo definira dolocˇen aspekt poslovanja podjetja ali korporacije. Primer
poslovnega pravila bi lahko bil naslednji: “Cˇe je stranka mlajˇsa od 30 let
in ima status sˇtudenta, ji pripada sˇtudentski popust.” Razne institucije pri
poslovanju redno uporabljajo poslovna pravila. Banke jih na primer med
drugim uporabljajo pri obravnavi vlog za kredit, drzˇave imajo kompleksna
poslovna pravila za dodeljevanja viz priseljencem, v vecˇjih trgovinah pa jih
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npr. uporabljajo za uravnavanje zalog [22].
Vsako poslovno pravilo je sestavljeno iz dveh delov, in sicer levega in
desnega. Levi del pravila sestavljajo pogoji in omejitve, desni del pa pred-
stavljajo akcije, ki se izvedejo, ko so pogoji v levem delu zadosˇcˇeni.
Jezik, v katerem zapisujemo poslovna pravila, je deklarativen programski
jezik. Z njim ne definiramo, kako naj se program izvaja, temvecˇ povemo, kaj
naj se zgodi, ko so dolocˇeni pogoji izpolnjeni.
Poslovno pravilo (3.1) prikazuje primer tipicˇnega programa “Pozdravljen
svet”, zapisanega v jeziku za zapis pravil DRL, ki je del okolja Drools, kate-
rega podrobneje opiˇsemo v podpoglavju 3.2.1.
Pravilo 3.1 Pozdravljen svet
r u l e ” Pozd rav l j en s v e t ”
when
e v a l ( t r u e )
then
System . out . p r i n t l n (” Pozd rav l j en s v e t ” ) ;
end
Poslovna pravila izvajamo nad mnozˇico dejstev. Dejstva so instance
objektov, s katerimi predstavimo entitete iz realnega sveta in njihove atri-
bute. V nadaljevanju opis poslovnih pravil prikazˇemo na primeru depozita v
okolju Drools.
Depozitu obrestno mero dolocˇimo glede na njegovo rocˇnost in vrednost.
Obrestna mera za depozit vreden 250e in vezan za 31 dni je npr. enaka
1.15%. To lahko zapiˇsemo kot poslovno pravilo (3.2). Depozit je javanski
razred, predstavljen z izvorno kodo (3.1). Pravilo (3.2) v delovnem spominu
poiˇscˇe vse instance objekta Depozit, ki ustrezajo podanim kriterijem, in jim
dolocˇi ustrezno obrestno mero.
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Izvorna koda 3.1 Razred Depozit
class Depoz i t ( ){
private int v r e d n o s t ;
private int r o c n o s t ;
private double obrestnaMera ;
public Depoz i t ( ){
}
// u s t r e z n e g e t t e r in s e t t e r metode
}
Pravilo 3.2 Obrestna mera depozita
r u l e ” Depoz i t ”
when
$d : Depoz i t ( v r e d n o s t >= 250 ,
v r e d n o s t < 5000 ,
r o c n o s t >= 31 ,
r o c n o s t < 60)
then
$d . setObrestnaMera ( 1 . 1 5 ) ;
end
3.2 Opis sistemov za upravljanje s poslovnimi
pravili
Poslovna pravila so v vecˇini primerov zapisana v naravnem jeziku. Ko jih
zˇelimo uporabiti v aplikaciji, jih je potrebno pretvoriti iz naravnega jezika
v splosˇnonamenski programski jezik. Ta pretvorba je velikokrat zahtevna
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in zahteva veliko sodelovanja med poslovno in programersko sfero. Sistemi
za upravljanje s poslovnimi pravili (Business Rule Management System -
BRMS ) omogocˇajo zapis poslovnih pravil v jeziku, ki je zelo podoben na-
ravnemu, a ga razume tudi racˇunalnik. Sistemi za upravljanje s poslovnimi
pravili nam omogocˇajo, da poslovno znanje zapiˇsemo v obliki “kaj zˇelimo”
in ne, “kako zˇelimo”.
Velikokrat v podjetjih tezˇavo predstavlja tudi razdrobljenost znanja. Zna-
nje namrecˇ ni zapisano na enem mestu, temvecˇ je porazdeljeno v dokumen-
taciji, glavah zaposlenih in raznih aplikacijah. Sistemi za upravljanje s po-
slovnimi pravili omogocˇajo hrambo vsega znanja podjetja v centralnem re-
pozitoriju pravil. Ta pravila lahko urejajo in dopolnjujejo vsi zaposleni z
ustreznimi pravicami [16].
Z vpeljavo sistema za upravljanje s poslovnimi pravili v poslovno apli-
kacijo poenostavimo zapis poslovne logike v aplikaciji in ga strnemo na eno
mesto. Tipicˇno aplikacijo sestavlja predstavitveni nivo, poslovni nivo in po-
datkovni nivo. Predstavitveni nivo skrbi za interakcijo z uporabnikom, po-
datkovni pa za shranjevanje in posredovanje podatkov. Poslovni nivo vsebuje
poslovno logiko podjetja, ki je skupek poslovnih pravil. Cˇe je poslovna lo-
gika zapisana kot mnozˇica programske kode v razlicˇnih delih aplikacije, je
vzdrzˇevanje aplikacije zaradi razdrobljenosti zelo zahtevno. Prav tako je
za spremembo poslovnih pravil v aplikaciji potreben poseg programerja. Z
uporabo sistemov za upravljanje s poslovnimi pravili poslovna pravila niso
vecˇ del programske kode, temvecˇ so locˇena in shranjena v repozitoriju pra-
vil. Aplikacija nato na poslovnem nivoju dostopa do pravil in jih izvaja nad
dejstvi.
Tipicˇen sistem za upravljanje s poslovnimi pravili sestavljajo aplikacija
za razvoj in vzdrzˇevanje poslovnih pravil (Authoring and Rules Management
Application), repozitorij poslovnih pravil (Rules Repository) in procesni stroj
(Business Rules Engine). Aplikacija za razvoj in vzdrzˇevanje poslovnih pra-
vil poslovnim analitikom omogocˇa enostavno spreminjanje obstojecˇih pravil,
tako da odrazˇajo poslovna pravila podjetja. Prav tako omogocˇa dodajanje
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Slika 3.1: Zgradba sistema za upravljanje s poslovnimi pravili
novih pravil. Aplikacija je namenjena poslovni sferi, ki lahko poslovna pra-
vila ureja brez pomocˇi programerske sfere. Poslovna pravila hrani repozitorij
poslovnih pravil, procesni stroj pa jih izvrsˇuje. Zgradbo tipicˇnega sistema
prikazuje slika 3.1.
3.2.1 Drools
V diplomski nalogi smo sistem za upravljanje s poslovnimi pravili uporabili
za upravljanje z validacijskimi pravili. Izbrali smo odprtokoden sistem za
upravljanje s poslovnimi pravili Drools [1] [6] [3]. Za njegovim razvojem stoji
skupnost JBoss.org. Izbrali smo ga zaradi njegove odprtokodne narave in
dobre integracije z okoljem Java EE. Alternativna izbira bi bila komercialna
produkta IBM BRMS ali Oracle Business Rules.
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Drools sestavljajo pogon za izvajanje poslovnih pravil, spletna aplikacija
za razvoj in vzdrzˇevanje poslovnih pravil Drools Workbench in dodatek za
razvojno okolje Eclipse namenjen kompleksnejˇsemu razvoju.
Sistem Drools uporabljamo v navezi s programskim jezikom Java, kar nam
omogocˇa predstavitev dejstev z javanskimi razredi, ki jih nato uporabimo pri
zapisu pravil. Procesni stroj sistema Drools lahko vkljucˇimo v poljubno
aplikacijo, razvito s programskim jezikom Java, ki se lahko izvaja lokalno ali
pa na oddaljenem strezˇniku.
Poslovna pravila v okolju Drools zapisujemo z jezikom za zapis pravil
(Drools Rule Language - DRL). Shranimo jih v datoteko s koncˇnico .drl.
Mozˇen je tudi zapis s pomocˇjo odlocˇitvenih tabel, ki jih lahko urejamo s
poljubnim programom za urejanje preglednic, kot je npr. Microsoft Office
Excel. Vsaka vrstica v tabeli predstavlja eno poslovno pravilo. Odlocˇitvene
tabele je pametno uporabiti v okoljih, kjer veliko pravil sledi enakemu vzorcu.
V naslednjih podpoglavjih bomo predstavili zgradbo in delovanje proce-
snega stroja ter algoritem Rete, kateraga izpeljanke uporablja procesni stroj
sistema Drools.
3.3 Procesni stroj
Procesni stroj je osrednji del sistema za upravljanje s poslovnimi pravili.
Stroj prejme zahtevo za obdelavo, nato poiˇscˇe pravila, na katera se zahteva
nanasˇa, ter jih izvrsˇi. Rezultate izvajanja nato v obliki sklepa vrne aplikaciji.
Procesni stroj poleg rezultatov vrne tudi sledljivost sklepa. To pomeni,
da lahko za vsak rezultat, ki ga stroj vrne, korak po korak pogledamo, kako
je procesni stroj priˇsel do koncˇnega sklepa.
Prikaz znanja in sklepanje (Knowledge Representation and Reasoning -
KRR) je podrocˇje umetne inteligence, ki se ukvarja s tem, kako znanje o svetu
predstaviti v obliki, ki bo razumljiva tudi racˇunalniku. Nad tako zapisanimi
podatki lahko nato racˇunalniˇski sistemi resˇujejo kompleksne probleme, kot
je na primer medicinska diagnostika. Tudi procesni stroj deluje kot sistem
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Slika 3.2: Zgradba procesnega stroja
KRR.
Procesni stroj v osnovi sestavljajo trije deli: produkcijski spomin, de-
lovni spomin in sklepni stroj. Produkcijski spomin hrani poslovna pravila,
v delovnem spominu so shranjena dejstva, sklepni stroj pa izvrsˇuje poslovna
pravila iz produkcijskega spomina nad dejstvi, ki se nahajajo v delovnem
spominu. Akcije v poslovnih pravilih lahko dodajajo dejstva v delovni spo-
min, jih odstranjujejo ali spreminjajo. Zgradbo procesnega stroja prikazuje
slika 3.2.
Procesni stroj sistema Drools, ki smo ga uporabili pri implementaciji
sistema za validacijo vnosov, za izvrsˇevanje poslovnih pravil do verzije 5
uporablja razsˇirjen algoritem Rete, imenovan ReteOO. Od Drools verzije 6
naprej uporablja algoritem PHREAK, ki predstavlja logicˇno nadaljevanje
algoritma ReteOO, vendar je zˇe v toliksˇni meri dopolnjen, da ga vecˇ ne
uvrsˇcˇamo med Rete implementacije.
Za osnovno razumevanje delovanja procesnega stroja je dovolj, da smo
seznanjeni z algoritmom Rete, ki ga predstavimo v nadaljevanju.
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3.4 Algoritem “Rete”
Algoritem Rete je algoritem za primerjanje vzorcev. Njegovo izpeljanko,
algoritem PHREAK, pri izvrsˇevanju poslovnih pravil uporablja procesni stroj
sistema Drools. Algoritem je razvil Dr. Charles Forgy. Latinska beseda
“Rete” pomeni “mrezˇo” ali “omrezˇje”.
Algoritem Rete lahko razdelimo na dva zaporedna koraka izvajanja delo-
vanja: prevajanje pravil in izvrsˇevanje pravil. V postopku prevajanja pravil
algoritem iz pravil shranjenih v produkcijskem spominu gradi razlocˇevalno
omrezˇje. To omrezˇje se uporablja za filtriranje dejstev, ki vstopajo v sistem.
Dejstvo se ujema z vozliˇscˇem, cˇe zadostuje omejitvam, ki jih predstavlja vo-
zliˇscˇe. Vozliˇscˇa na vrhu omrezˇja imajo veliko ujemanj. Bolj kot se blizˇamo
dnu omrezˇja, manj je ujemanj. Na dnu omrezˇja so tako imenovana koncˇna
vozliˇscˇa, ki predstavljajo akcije.
Algoritem pozna pet tipov vozliˇscˇ:
• Korensko vozliˇscˇe (Root Node) - Vozliˇscˇe, preko katerega vsi objekti
vstopajo v omrezˇje.
• Vozliˇscˇe tipa objekta (Object Type Node) - Zagotavlja, da pogon ne
opravlja vecˇ dela, kot je potrebno. Takoj, ko objekt zapusti korensko
vozliˇscˇe, nadaljuje pot po ujemajocˇem vozliˇscˇu tipa objekta.
• Alfa vozliˇscˇe (Alpha Node) - Alfa vozliˇscˇa se uporabljajo za vrednote-
nje omejitev pravila. Za vsako omejitev na objektu obstaja v omrezˇju
pripadajocˇe alfa vozliˇscˇe.
• Beta vozliˇscˇe (Beta Node) - Beta vozliˇscˇa se uporabljajo za primer-
janje enakosti dveh objektov.
• Koncˇno vozliˇscˇe (Terminal node) - Koncˇna vozliˇscˇa se nahajajo na
dnu omrezˇja. Dosezˇemo jih, cˇe so bile zadosˇcˇene vse omejitve pravila.
Cˇe pravilo vsebuje pogoj ali, ima lahko omrezˇje vecˇ koncˇnih vozliˇscˇ.
Koncˇna vozliˇscˇa predstavljajo akcije v pravilu.
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Slika 3.3: Primer omrezˇja za pravilo (3.2)
Procesni stroj poslovna pravila izvrsˇuje tako, da najprej zgradi razlocˇevalno
omrezˇje, nato pa dejstva vstavi v korensko vozliˇscˇe zgrajenega omrezˇja. Dej-
stva se potem skladno s pravili sˇirijo po omrezˇju. Cˇe dejstvo zadosti vsem
omejitvam, dosezˇe koncˇno vozliˇscˇe, ki predstavlja desno stran pravila, torej
hrani akcije.
Primer omrezˇja za poslovno pravilo (3.2) prikazuje slika 3.3.
18 POGLAVJE 3. SUPP
Poglavje 4
Zasnova in implementacija
sistema za validacijo vnosov z
uporabo sistemov za
upravljanje s poslovnimi pravili
Omenili smo zˇe, da ima validacija vnosov, kot se je lotevamo danes, naslednji
pomanjkljivosti:
• pomanjkanje namenskih, standardnih sistemov namenjenih validaciji
vnosov, ki so neodvisni od platforme, v kateri je razvita spletna apli-
kacija;
• validacijska logika je zapisana kot del aplikacije, kar otezˇuje njeno po-
sodabljanje in vzdrzˇevanje, zato bi bilo bolje, cˇe bi bi bila zapisana
posebej.
Cilj tega diplomskega dela je zasnova in gradnja sistema za validacijo
vnosov, ki v celoti odpravlja ti pomanjkljivosti.
Zasnovan sistem za validacijo vnosov temelji na sistemu za upravljanje s
poslovnimi pravili. Validacijska logika je v sistemu predstavljena kot mnozˇica
poslovnih pravil, ki definirajo veljavnost vnosov.
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Validacijska pravila v zasnovan sistem dodajamo in vzdrzˇujemo s pomocˇjo
namenske spletne aplikacije, ki smo jo razvili kot del sistema za validacijo
vnosov. Uporaba aplikacije je enostavna in predvideva uporabo s strani po-
slovnih analitikov brez vecˇjih posegov programerjev. Vsa validacijska pravila
so shranjena na enem mestu, v centralnem repozitoriju.
Razviti sistem validacijska pravila iz centralnega repozitorija uporabi za
dinamicˇno generiranje validacijske logike za stran odjemalca. Generator vali-
dacije za odjemalca je v sistemu implementirana kot preprost prevajalnik. Ta
prevede validacijsko logiko iz jezika poslovnih pravil v knjizˇnico JavaScript,
ki jo nato vkljucˇimo v spletno stran. Knjizˇnica se avtomatsko posodablja ob
vsaki spremembi poslovnih pravil in odrazˇa validacijsko logiko shranjeno v
centralnem repozitoriju. Implementacija validacije na strani strezˇnika je od-
visna od uporabljene tehnologije. Ob izvajanju validacije na strani strezˇnika,
le-ta komunicira s sistemom preko spletnih storitev. Sistemu posˇljemo tip
vnosa in njegovo vrednost. Sistem nato odgovori, ali je vnos pravilen ali ne.
Shemo razvitega sistema za validacijo vnosov s pomocˇjo sistemov za upra-
vljanje s poslovnimi pravili prikazuje slika 4.1. Sistem sestavljajo javanski
razred Input, ki ga uporabimo pri zapisu poslovnih pravil v okolju Drools,
spletna aplikacija za zapisovanje in urejanje validacijskih pravil, repozitorij
pravil, za implementacijo validacije pa skrbita generator kode JavaScript za
stran odjemalca ter procesni stroj za stran strezˇnika. Posamezne gradnike
sistema podrobneje opiˇsemo v nadaljevanju.
Sistem smo implementirali s platformo Java Enterprise Edition [21] [10].
Java EE je platforma, namenjena razvoju kompleksnejˇsih aplikacij za upo-
rabo v poslovnih okoljih. Omogocˇa izdelavo skalabilnih, distribuiranih, vecˇnivojskih
strezˇniˇskih aplikacij. Predstavlja univerzalen standard v poslovnih informa-
cijskih sistemih. Platformo smo izbrali zaradi njene razsˇirjenosti v poslovnih
okoljih ter dobre podpore skupnosti.
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Slika 4.1: Shema sistema za validacijo vnosov
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4.1 Razred Input
V sistemih za upravljanje s poslovnimi pravili so dejstva predstavljena kot
instance objektov. Za zapis validacijske logike s poslovnimi pravili smo raz-
vili javanski razred Input, ki predstavlja uporabnikov vnos. Razred vsebuje
atribut value tipa niz, ki hrani vrednost vnosa. Atribut type predstavlja
tip vnosa. Tip je lahko poljuben niz. V nadaljevanju tipu vnosa priredimo
ustrezno validacijsko logiko. Atribut valid predstavlja veljavnost vnosa. Za
vsak nov vnos predpostavimo, da ni veljaven.
Razredu smo definirali dodatne atribute in metode, ki po nasˇem mnenju
predstavljajo najpomembnejˇse lastnosti vnosa, potrebne pri implementaciji
validacije:
• length - Atribut vracˇa dolzˇino vnosa.
• matches(String s) - Funkcija preveri, ali se vrednost vnosa ujema z
regularnim izrazom, podanim s spremenljivko s.
• isEmail() - Funkcija preveri, ali je vrednost vnosa veljaven email na-
slov.
• isInteger() - Funkcija preveri, ali je vrednost vnosa veljavno celo
sˇtevilo.
• isNumber() - Funkcija preveri, ali je vrednost vnosa veljavno sˇtevilo.
• numericValue - Vrne numericˇno vrednost vnosa.
• nAlphanumeric - Vrne sˇtevilo alfanumericˇnih znakov v nizu.
• nUpperCase - Vrne sˇtevilo velikih cˇrk v nizu.
• nLowerCase - Vrne sˇtevilo malih cˇrk v nizu.
• nDigits - Vrne sˇtevilo sˇtevk v nizu.
• containsWhitespace() - Funkcija preveri, ali niz vsebuje bele znake.
• isDate() - Funkcija preveri, ali je vnos veljaven datum.
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4.2 Validacijska pravila
Validacijska pravila v sistemu zapisujemo v obliki poslovnih pravil. Za opis
lastnosti vnosa uporabimo razred Input. Validacijska pravila zapisujemo v
jeziku za zapis poslovnih pravil sistema Drools, ki smo ga predstavili zˇe v
podpoglavju 3.2.1.
V nadaljevanju podajamo nekaj tipicˇnih primerov za zapis validacijskih
pravil v nasˇem okolju. Primer poslovnega pravila za vnos, ki predstavlja
starost osebe, prikazuje primer 4.1. Njegov formalen zapis prikazuje pra-
vilo (4.1).
Primer 4.1 Vnos tipa starost je pravilen, cˇe vrednost vnosa predstavlja na-
ravno sˇtevilo, cˇe je numericˇna vrednost vnosa pozitivna in manjˇsa od 130.
Pravilo 4.1 Zapis pravila za primer 4.1
r u l e ” s t a r o s t ”
when
$ i : Input ( t y p e == ” s t a r o s t ” ,
i s I n t e g e r ( ) ,
numericValue >= 0 ,
numericValue < 130
)
then
$ i . s e t V a l i d ( t r u e ) ;
end
Poglejmo si primere validacijskih pravil za vnose tipa ime (4.2), email (4.3)
in pozitivno sˇtevilo (4.4). Vnos tipa ime je pravilen, ko je njegova dolzˇina
vecˇja od ena, sestavljajo pa ga velika cˇrka, ki ji sledi poljubno mnogo malih
cˇrk, kar zapiˇsemo z regularnim izrazom. Vnos tipa email je pravilen, ko funk-
cija isEmail() razreda Input vrne vrednost true. Vnos tipa pozitivno sˇtevilo
je pravilen, ko je vrednost vnosa veljavno sˇtevilo in je hkrati vecˇje od nicˇ.
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Pravilo 4.2 Primer pravila za vnos tipa ime
r u l e ”ime”
when
$ i : Input ( t y p e == ”ime ” ,
l e n g t h > 1 ,
matches ( ” ˆ [A−Z ] [ a−z ]+$ ”)
)
then
$ i . s e t V a l i d ( t r u e ) ;
end
Pravilo 4.3 Primer pravila za vnos tipa email
r u l e ” emai l ”
when
$ i : Input ( t y p e == ” emai l ” ,
i sEmai l ( )
)
then
$ i . s e t V a l i d ( t r u e ) ;
end
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Pravilo 4.4 Primer pravila za vnos tipa pozitivno sˇtevilo
r u l e ” p o z i t i v n o s t e v i l o ”
when
$ i : Input ( t y p e == ”number ” ,
isNumber ( ) ,
numericValue > 0
)
then
$ i . s e t V a l i d ( t r u e ) ;
end
4.3 Aplikacija za vzdrzˇevanje validacijskih pra-
vil
Sistem vsebuje aplikacijo, namenjeno vzdrzˇevanju validacijske logike, ki je v
obliki poslovnih pravil shranjena v centralnem repozitoriju. Najprimerneje
je, da je aplikacija implementirana kot spletna aplikacija. To zagotavlja
neodvisnost od platforme in operacijskega sistema ter omogocˇa uporabo na
poljubnem racˇunalniku brez predhodne namestitve.
Aplikacija je namenjena pregledovanju, urejanju in dodajanju validacij-
skih pravil. Uporaba aplikacije mora biti enostavna, tako da lahko validacij-
ska pravila urejajo zaposleni brez pomocˇi programerjev.
V nasˇi resˇitvi smo za ta namen uporabili obstojecˇo aplikacijo Drools Wor-
kbench. Aplikacija je del sistema za upravljanje s poslovnimi pravili Drools.
Aplikacija je odprtokodna in prosto dostopna. S spleta prenesemo arhivsko
datoteko tipa war, ki jo namestimo na aplikacijski strezˇnik.
Z aplikacijo lahko ustvarimo datoteke s poslovnimi pravili, ki jih nato
urejamo s pomocˇjo vgrajenega urejevalnika. Urejevalnik pravil ima vgra-
jen validator kode, ki preveri, ali so pravila sintakticˇno pravilna. Zaslonsko
masko urejevalnika pravil v aplikaciji Drools Workbench prikazuje slika 4.2.
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Slika 4.2: Zaslonska maska orodja Drools Workbench
Zraven tekstovnega urejevalnika Workbench vsebuje tudi voden urejevalnik
pravil, ki uporabnika z izbirnimi meniji vodi skozi postopek oblikovanja po-
slovnega pravila.
V aplikacijo lahko uvozimo tudi artefakte iz repozitorija Maven. V nasˇem
primeru smo uvozili razred Input, na katerega se lahko sklicujemo v poslovnih
pravilih.
4.4 Repozitorij pravil
V repozitoriju pravil je shranjena vsa validacijska logika v obliki poslovnih
pravil. Repozitorij zagotavlja upravljanje z verzijami validacijskih pravil.
Do repozitorija dostopajo vsi bistveni gradniki sistema. Aplikacija za
urejanje pravil vanj dodaja nova pravila ter spreminja zˇe obstojecˇa. Kompo-
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nenta za generiranje kode JavaScript pravila shranjena v repozitoriju prevede
v kodo JavaScript. Procesni stroj pravila iz repozitorija izvaja ter rezultate
vracˇa aplikaciji, ki je poslala zahtevo.
Pri implementaciji smo uporabili repozitorij pravil, ki je del aplikacije
Drools Workbench, ki smo jo podrobneje opisali v podpoglavju 4.3. Pravila,
ki jih zapiˇsemo s pomocˇjo aplikacije, shranimo v lokalen repozitorij. Do teh
pravil nato dostopata generator kode JavaScript in procesni stroj.
4.5 Generator kode JavaScript
Generator kode JavaScript iz validacijske logike, shranjene v repozitoriju
pravil, dinamicˇno generira funkcijo JavaScript, namenjeno validaciji vnosov
na strani odjemalca. Generirano kodo nato vkljucˇimo v spletno stran.
Generator deluje kot preprost prevajalnik. Validacijska pravila razcˇleni na
posamicˇne omejitve ter jih nato zapiˇse s kodo JavaScript. Izvorna koda (4.1)
prikazuje psevdokod algoritma, ki ga uporablja generator. Pravilo predsta-
vlja validacijsko pravilo, zapisano v okolju Drools. Omejitev predstavlja
posamezno omejitev, ki jo definiramo objektu Input v validacijskem pravilu.
Funkcija prevediOmejitev (4.2) posamezno omejitev prevede v kodo Java-
Script, ki implementira ustrezno validacijsko logiko.
Izvorna koda 4.1 Algoritem generatorja kode JavaScript
f u n c t i o n p r e v e d i ( p r a v i l o ){
S t r i n g v a l i d i r a j ;
f o r o m e j i t e v in p r a v i l o {
v a l i d i r a j . append ( p r e v e d i O m e j i t e v ( o m e j i t e v ) ;
}
r e t u r n v a l i d i r a j ;
}
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Izvorna koda 4.2 Pseudo koda funkcije prevediOmejitev
f u n c t i o n p r e v e d i O m e j i t e v ( o m e j i t e v ){
. . .
// p r e v e d i o m e j i t e v t i p a i sEmai l
i f o m e j i t e v == isEmai l {
S t r i n g j s = ”” ;
j s = j s . concat ( ” / ˆ [A−Z0−9. %+−]+@[A−Z0−9.−]
+\\ . [A−Z]{2 ,4} $/” +
” . t e s t ( v a l u e . toUpperCase ( ) ) ” ) ;
r e t u r n j s ;
}
. . .
}
Generator vracˇa funkcijo validiraj, ki jo dodelimo elementom input na
spletni strani. Parameter name elementa dolocˇa tip vnosa. Izvorna koda (4.3)
prikazuje primer dodajanja validacije elementu input. Elementu tipa text smo
dodelili funkcijo validiraj, ki se klicˇe ob dogodku onBlur. Validacija na strani
odjemalca se torej izvede, ko uporabnik premakne kurzor iz vnosnega polja,
in uporabnika opozori ob morebitnem neveljavnem vnosu.
Izvorna koda 4.3 Dodajanje validatorja elementu input
<input type=” t e x t ” name=”ime” onblur=” v a l i d i r a j ( t h i s ) ”>
Generator kode preslika validacijsko pravilo (4.5) v funkcijo (4.4).
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Pravilo 4.5 Primer validacijskega pravila za vnos tipa starost
r u l e ” s t a r o s t ”
when
$ i : Input ( t y p e == ” s t a r o s t ” ,
i s I n t e g e r ( ) ,
numericValue > 0
)
then
$ i . s e t V a l i d ( t r u e ) ;
end
Izvorna koda 4.4 Primer preslikave pravila (4.5)
f u n c t i o n v a l i d i r a j ( sender ) {
var v a l u e = sender . v a l u e ;
var name = sender . name ;
i f (name==” s t a r o s t ” ){
i f ( /ˆ−?\d+$ / . t e s t ( v a l u e ) &&
p a r s e F l o a t ( v a l u e )>0) {
sender . s t y l e . backgroundColor=” w h i t e ” ;
return true ;
} else {
sender . s e l e c t ( ) ;
sender . s t y l e . backgroundColor=” red ” ;
return false ;
}
}
}
Generator smo implementirali z uporabo javanskih strezˇniˇskih zrn, ki
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so pomemben sestavni del platforme Java EE. Omogocˇajo modularno gra-
dnjo poslovnih strezˇniˇskih aplikacij. Poznamo dva tipa zrn: sejna zrna (Ses-
sion Bean), v katerih se izvaja poslovna logika aplikacije in sporocˇilna zrna
(Message-Driven Bean), ki omogocˇajo asinhrono komunikacijo med gradniki
aplikacije. Javanska zrna omogocˇajo opisno dolocˇevanje vedenja. Vedenje zrn
tako dolocˇamo z deklarativnimi metapodatki in tako prilagodimo vedenje zrn
brez implementiranja logike. Zrna se izvajajo na aplikacijskem strezˇniku, ki
zagotavlja okolje za izvajanje vsebnikov Java EE. Aplikacijski strezˇnik zraven
izvajanja aplikacij implementira tudi storitve kot so grucˇenje, uravnavanje
obremenitve in obravnavanje izpadov. Za izdelavo prakticˇnega primera smo
uporabili odprtokodni aplikacijski strezˇnik WildFly, ki ga razvija skupnost
JBoss.org.
4.6 Procesni stroj
Procesni stroj je namenjen preverjanju pravilnosti vnosov na strani strezˇnika.
Je del sistema za upravljanje s poslovnimi pravili, ki izvrsˇuje poslovna pravila.
V nasˇem primeru ta poslovna pravila predstavljajo validacijsko logiko.
Do procesnega stroja lahko dostopamo iz vseh delov aplikacije. Prav
tako je mozˇen klic preko spletne storitve. Validacijo na strani strezˇnika smo
implementirali tako, da validatorji klicˇejo procesni stroj, ki preveri ustreznost
vnosov in validatorjem vrne odgovor.
Pri implementaciji nasˇega sistema smo uporabili procesni stroj, ki je del
sistema za upravljanje s poslovnimi pravili Drools. Procesni stroj se podobno
kot javanska zrna izvaja na aplikacijskem strezˇniku. Implementacijo javan-
skega zrna, v katerem se izvaja procesni stroj, prikazuje izvorna koda (4.5).
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Izvorna koda 4.5 Zrno, v katerem se izvaja procesni stroj Drools
@ S t a t e l e s s
p u b l i c c l a s s FireRulesZrno implements
FireRulesZrnoRemote , FireRu lesZrnoLoca l {
. . .
p u b l i c Input f i r e R u l e s ( Input i ){
S t r i n g u r l ; // i n i c i a l i z a c i j a URL r e p o z i t o r i j a
// p r e b e r i p r a v i l a i z r e p o z i t o r i j a
R e l e a s e I d I m p l r e l e a s e I d = new R e l e a s e I d I m p l
( ” s i . f r i . v a l i d a i j a ” , ” P r a v i l a ” , ”LATEST” ) ;
K i e S e r v i c e s ks = K i e S e r v i c e s . Factory . g e t ( ) ;
ks . g e t R e s o u r c e s ( ) . newUrlResource ( u r l ) ;
KieSess ion k S e s s i o n ; // i n i c i a l i z a c i j a procesnega
s t r o j a
// d e j s t v o i vs tav imo v d e l o v n i spomin
k S e s s i o n . i n s e r t ( i ) ;
// izvedemo p r a v i l a
k S e s s i o n . f i r e A l l R u l e s ( ) ;
r e t u r n i ;
}
}
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Poglavje 5
Preizkus zasnovanega sistema
V tem poglavju predstavimo aplikacijo, ki smo jo razvili za testiranje zasno-
vanega sistema, nato pa opiˇsemo preizkus sistema za validacijo na prakticˇnem
primeru.
5.1 Spletna aplikacija za testiranje zasnova-
nega sistema
Koncˇna verzija sistema za validacijo vnosov s pomocˇjo sistemov za upravlja-
nje s poslovnimi pravili predvideva popolno integracijo sistema za validacijo
s poljubno spletno aplikacijo.
Za potrebe testiranja in demonstracije smo razvili preprosto spletno apli-
kacijo, ki omogocˇa testiranje delovanja komponente za generiranje valida-
cijske kode JavaScript in procesnega stroja za izvajanje validacijskih pravil.
Aplikacija omogocˇa naslednje aktivnosti:
• Generiranje kode JavaScript - validacijsko kodo lahko generiramo
iz pravil, ki so zapisana v repozitoriju, ali iz poljubnega validacijskega
pravila, ki ga vnesemo v spletno aplikacijo.
• Testiranje generirane kode - aplikacija vsebuje spletni obrazec, s
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Slika 5.1: Zgradba aplikacije za testiranje
katerim lahko testiramo delovanje generirane validacijske kode Java-
Script.
• Validacija v procesnem stroju - za dostop do procesnega stroja je
na voljo obrazec, v katerega vnesemo tip vnosa in njegovo vrednost,
stroj pa nam glede na validacijska pravila iz repozitorija odgovori, ali
je vnos veljaven ali ne.
Spletno aplikacijo smo implementirali z ogrodjem JavaServer Faces (JSF),
ki je del platforme Java EE. Ogrodje je namenjeno izdelavi uporabniˇskih
vmesnikov spletnih aplikacij. JSF omogocˇa gradnjo uporabniˇskih vmesnikov
s pomocˇjo pripravljenih gradnikov, ki so del knjizˇnic ogrodja JSF. Omogocˇa
preprosto izmenjavo podatkov s preostalim delom aplikacije.
Aplikacijo sestavljajo spletne strani s pripadajocˇimi upraviteljskimi zrni
(Managed Beans). V upraviteljskih zrnih se vrsˇijo klici sejnih zrn, v katerih
se izvaja sistem za validacijo vnosov. Zgradbo sistema prikazuje slika 5.1.
Slika 5.2 prikazuje zaslonsko masko aplikacije, ki omogocˇa generiranje va-
lidacijske kode JavaScript na podlagi vnesenega validacijskega pravila. Vali-
dacijsko pravilo zapiˇsemo v tekstovno polje na levi. Ob kliku na gumb se v
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Slika 5.2: Zaslonska maska spletne aplikacije za generiranje validacijske kode
JavaScript
desnem tekstovnem polju izpiˇse ustrezna validacijska funkcija.
Slika 5.3 prikazuje zaslonsko masko aplikacije, ki omogocˇa validacijo vno-
sov v procesnem stroju. V aplikacijo vnesemo tip vnosa in njegovo vrednost,
aplikacija pa nam odgovori z veljavnostjo vnosa.
5.2 Preizkus sistema na prakticˇnem primeru
Prakticˇni primer smo implementirali na primeru aplikacije za spletno bancˇniˇstvo,
ki omogocˇa operacije kot so pregled stanja, placˇevanje polozˇnic, prenos sred-
stev med racˇuni, oddaja vloge za depozit in podobno.
Aplikacija vsebuje veliko vnosnih polj razlicˇnih tipov, in sicer: ime, prii-
mek, email naslov, davcˇna sˇtevilka, sˇtevilka EMSˇO, sˇtevilka bancˇnega racˇuna,
sˇtevilka kartice ipd. Vsako vnosno polje potrebuje ustrezno validacijsko pra-
vilo.
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Slika 5.3: Zaslonska maska spletne aplikacije za validiranje vnosov s proce-
snim strojem
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Pred vpeljavo nasˇega sistema za validacijo vnosov je validacija v aplika-
ciji implementirana z validacijskimi orodji ogrodja JSF. Validacijska pravila
so sklopljena s programsko kodo. Cˇe se validacijska pravila za dolocˇen tip
vnosnega polja spremenijo, je potrebno implementacijo validacijske logike
posodobiti v programski kodi, aplikacijo pa ponovno prevesti in namestiti.
Z vpeljavo nasˇega sistema se zapis validacijskih pravil za vnosna polja
izolira od implementacije aplikacije in prestavi v centralni repozitorij pravil.
Validacijska logika je sedaj zapisana v obliki deklarativnih poslovnih pravil,
ki jih vzdrzˇujemo na enem mestu, preko namenske spletne aplikacije. Ob
spremembi posameznega pravila ni potrebno ponovno prevajanje aplikacije.
Generiranje knjizˇnice JavaScript bi bilo mogocˇe tudi avtomatizirati in sicer
tako, da se samodejno prozˇi ob spremembi kateregakoli izmed validacijskih
poslovnih pravil v repozitoriju.
Ocenjujemo, da razvit sistem za validacijo vnosov uspesˇno odpravlja
kljucˇne slabosti in pomanjkljivosti validacije vnosov, ki smo jih izpostavili
v tej nalogi.
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Poglavje 6
Zakljucˇek
V diplomski nalogi smo se seznanili s pomenom validacije vnosov v spletnih
aplikacijah. Spoznali smo vpliv validacije na delovanje spletne aplikacije, opi-
sali najpogostejˇse varnostne ranljivosti ter se seznanili s pomenom validacije
podatkovnih tipov.
Danes se validacije vnosov lotevamo brez namenskih resˇitev, s pomocˇjo
splosˇnonamenskih proceduralnih programskih jezikov. V diplomski nalogi
smo razvili sistem za validacijo vnosov, ki omogocˇa izvajanje validacije z
deklarativnim programskim jezikom, kjer validacijska pravila definiramo in
vzdrzˇujemo izven programske kode.
Zasnovali smo sistem za validacijo vnosov s pomocˇjo sistemov za upra-
vljanje s poslovnimi pravili. Sistem omogocˇa zapis validacijske logike z vali-
dacijskimi pravili, zapisanimi v jeziku poslovnih pravil. Pomembna lastnost
razvitega sistema je centralizacija validacijske logike in hramba validacijskih
pravil v centralnem repozitoriju, locˇeno od implementacije aplikacije. Sistem
smo implementirali in ga preizkusili.
Razvit sistem je mozˇno uporabiti v vseh spletnih aplikacijah, kjer po-
trebujemo validacijo vnosov. Z njim poenostavimo zapis validacijske logike,
ki jo zapiˇsemo deklarativno v obliki poslovnih pravil. Validacijska pravila
shranimo v centralnem repozitoriju, sistem pa dinamicˇno generira kodo za
validacijo na odjemalcu in izvaja validacijo na strani strezˇnika.
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Za produkcijske namene bi bilo potrebno sistem razsˇiriti tako, da bi
povecˇali mnozˇico mozˇnih lastnosti vnosa, ki jih lahko uporabimo pri zapisu
validacijskih pravil. Prav tako bi bilo potrebno dodati verzioniranje valida-
cijskih pravil in generirane validacijske knjizˇnice JavaScript, predvsem zaradi
zagotavljanja konsistentnosti validacijske logike odjemalca in strezˇnika.
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