Background
==========

Introduction to SSRs
--------------------

Simple sequence repeats (SSRs) in DNA, also known as microsatellites and polymeric sequences, are composed of short (1 to 5 bp), tandemly repeating motifs or monomers that are exact in identity and repetition. Although the elongation of SSR tracts may be due to more than one mechanism \[[@B1]\], much is thought to be the result of slip-strand replication errors. In the process of nascent strand formation, reannealing can occur. And when the strands contain repetitive elements, such as with SSR tracts, the annealing can be imperfect, leading to the addition of the same elements. The errors become permanent when an additional round of replication occurs before they are discovered by repair enzymes \[[@B2],[@B3]\].

The most abundant SSR tracts are the mononucleotide repeats or homopolymers: poly(dA).poly(dT) and poly(dG).poly(dC). Long (\> 9 bp) homopolymer tracts of both types are found at higher than expected frequencies in the non-coding regions of eukaryote genomes. This is particularly true for poly(dA).poly(dT) tracts in the AT-rich genomes \[[@B4]\].

The biological importance of SSR tracts has been clearly deliniated. Homopolymer tracts, for example, can serve as protein binding signals, particularly as upstream promoter elements \[[@B5]\]. Also, long homopolymer tracts are spaced non-randomly in the genome of *Dictyostelium discoideum*, suggesting a preferential linker DNA location in the repeating nucleosome structure of this AT-rich organism \[[@B6]\]. While this restricted localization may be thermodynamically determined, the suggestion is that these tracts may serve some function determined by their accessibility in the linker DNA region between nucleosomes.

The heteropolymer tracts are at least as important biologically. Dinucleotide repeats are associated with human diseases such as Norrie\'s disease \[[@B7]\], and the expansion of trinucleotide repeats is often associated with neurodegenerative disease and chromosomal fragility, such as Huntington\'s disease and fragile X syndrome, respectively \[[@B8]\]. Many of the SSR tract monomer lengths can play a role in sequence-specific DNA binding by proteins \[[@B9]\]. In coding regions, homopolymer and dinucleotide tract elongation can lead to frame-shift errors, often resulting in cancers. And, trinucleotide tract elongation can lead to tandem amino acid repeats.

Existing methods and software for quantitative analyses
-------------------------------------------------------

Numerous algorithms have been developed to locate repetitive elements in DNA. Nearly all of them aim to find approximate repeats, not the simpler problem of finding those that are tandem and exact. For example, the program Tandem Repeats Finder \[[@B10]\] locates repeats with motifs of any size and type, including repeats with insertions and deletions.

Some programs that have been developed are more suitable for tandem repeats with short motifs. The program Sputnik \[[@B11]\] (unpublished) uses recursion to search for both exact and approximate tandem repeats. Repeating unit lengths of 2 to 5 are sought, and a score is used to determine exactness.

Other programs use a dictionary of known repeats and motifs. Tandem Repeat Occurance Locator (TROLL) \[[@B12]\], for one, uses a keyword tree adapted from bibliographic searching techniques and attempts to match the keywords exactly.

In 1993, Marx et al. examined the enrichment of poly(dA).poly(dT) and poly(dG).poly(dC) tracts (and their complements) in the genome of slime mold *Dictyostelium discoideum*\[[@B4]\]. The data were plotted as *log*(![](1471-2105-4-22-i1.gif)) vs. *N*, where the observed frequency ![](1471-2105-4-22-i1.gif) equals the number of observed tracts ![](1471-2105-4-22-i2.gif) normalized to the length of the entire source sequence *l*~*seq*~. Here, *i*is the monomer identity, and *N*is the number of monomers (Eqn. 1) (n.b., notation used throughout this article is modified and may not match that used in the references). The research showed higher than expected enrichment for A and T tracts of *N*\> 10 in regions not coding for protein expression.
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In 1998, Dechering et al. surveyed these frequencies across several diverse organisms \[[@B13]\]. Included in the survey is an expansion on the quantitative methods. The expected frequencies are also used, which are determined using the observed base compositions ![](1471-2105-4-22-i4.gif) of the organisms (Eqn. 2), where 1 in the subscript is the monomer length for homopolymers.

![](1471-2105-4-22-i5.gif)

\"Representation\" (*R*), defined in Eqn. 3 and by Dechering et al., is the observed frequency of a tract, normalized to its expected frequency. From this, it can be determined whether frequencies are represented above (*R*\> 1) or below (0 \<*R*\< 1) their expected values. These conditions describe the relative enrichment of an SSR tract and are referred to as \"over-representation\" and \"under-representation,\" respectively.

![](1471-2105-4-22-i6.gif)

Fig. [1](#F1){ref-type="fig"} shows the three types of frequency plots for the same data and how each plot differs. The analysis was performed on genomic DNA ranging the GC compositions: from the most AT-rich (low % GC) *Dictyostelium discoideum*, to the most GC-rich *Chlamydomonas reinhardtii*, plus *Oryza sativa japonica*and a randomly generated sequence, as described in the figure legend. Panel A plots the observed frequency of A tracts for all four sequences. The inset helps show the differences which appear at *N*≤ 5, but beyond that the linear representation of the logarithmic decay makes it difficult to discern differences between organisms.

![Frequency plots (one per panel) for equivalent organism sequence data across a range of GC compositions: *Dictyostelium discoideum*(0.97 Mb at 26.% GC), *Oryza sativa japonica*(1.5 Mb at 45.% GC) and *Chlamydomonas reinhardtii*(0.35 Mb at 62.% GC), including a sequence produced by a random number generator with equal weights between bases (1.0 Mb at 50.% GC). The sequences are concatenated from GenBank document \"source\" sequences and analyzed by Poly as described in the text. These data are presented solely to illustrate the methods described here and not to describe new research.](1471-2105-4-22-1){#F1}

Skipping to Panel C of Fig. [1](#F1){ref-type="fig"}, there is a representation plot (*log*(*R*) vs. *N*), described by Dechering et al., which is best at showing differences in the data *after*the transition to over-representation (for example, the *D. discoideum*plot at *N*\> 7). Plus, it reduces the appearance of noise in the data at long tract lengths.

Panel B of Fig. [1](#F1){ref-type="fig"} shows a plot of *log*(![](1471-2105-4-22-i7.gif)) vs. *N*, initially described by Marx et al. and then later by Dechering et al. It is better overall than the plot in Panel A. And, as can be seen by comparing it to the inset plot in Panel C, it is better than that plot at showing small differences *before*the point of transition to over-representation.

Both Panels B and C of Fig. [1](#F1){ref-type="fig"} show lines where *f*~*Dd\ obs*~= *f*~*Dd\ exp*~(the observed frequency equals the expected frequency) and *c*~*Dd\ obs*~= 1 (the number of observed tracts equals 1) for the genome of *Dictyostelium discoideum*(abbreviated \"Dd\"). These lines are useful for deriving additional quantitative methods as well as attempting to model the process of tract growth and reduction, and they will be discussed later in the text.

Described here, Poly is a computer program that finds SSR tracts and facilitates their quantitative analysis. The algorithm is simple, but the program output includes the results of quantitative methods that describe relative enrichment of the SSR tract in the sequence population being analyzed: those described by Marx et al. and Dechering et al. above, and some newer ones described below.

Importantly, Poly\'s data structure and object model allow for other methods to be added. Written in the object-oriented scripting language Python, Poly can be expanded with modules to implement other search algorithms and access the data objects. Additionally, data output is detailed enough for post-processing by other programs. Unlike the other programs described above, the emphasis of Poly is not on finding repeats but on generating useful quantitative results.

Results & Discussion
====================

Operation of Poly
-----------------

The program uses a sliding window of length *n*bp (the number of bases in the monomer), and the first (from the 5\' end) base downstream of the window is compared with the first base in the window. This is illustrated in Fig. [2](#F2){ref-type="fig"}. When the next base matches the first base in the window, Poly considers the window to be on an SSR tract (a polymer is identified). For window sizes of even numbers, 4 or greater, Poly checks that the monomer isn\'t comprised of smaller monomers (is itself a polymer), which would lead to an incorrectly identified SSR tract. This is done once, upon encountering the second monomer of a repeat. When the next base does not match the first base in the window, and a polymer has already been identified in the window, the polymer\'s 3\' end is found, and the polymer is saved in the data structure. In there, the tracts are identified by the sequence (or identity) of the monomer. In Poly, the short-hand identification for a poly(dC-dT).poly(dA-dG) tract, as an example, would be CT.

![Operation of the Poly algorithm on DNA sequences. Panel A illustrates the process for a window size of *n*= 1. Panel B illustrates the process for *n*= 3. The dotted lines show which bases are compared. White boxes represent bases which are part of an SSR tract, and black boxes represent those which are not.](1471-2105-4-22-2){#F2}

Additional quantitative methods
-------------------------------

In addition to the observed frequency, the expected frequency, and the representation (the formulas given in Eqns. 1--3), Poly computes the following values and includes them in the output.

The maximum expected length (![](1471-2105-4-22-i8.gif)) of any given SSR tract is analogous to the expected frequency. It lies at the intersection of the lines ![](1471-2105-4-22-i2.gif) = 1 and ![](1471-2105-4-22-i1.gif) = ![](1471-2105-4-22-i9.gif) (seen in Fig. [1C](#F1){ref-type="fig"}), and it is found by this derivation:
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In Eqn. 4, the maximum expected count (![](1471-2105-4-22-i11.gif)) of an SSR tract is set to 1. Eqn. 5 is solved for *log*~10~.

\"Proportion\" (*P*), defined in Eqn. 6, is the longest observed length (![](1471-2105-4-22-i12.gif)) normalized to the longest expected length (![](1471-2105-4-22-i8.gif)). It is analogous to representation (*R*), although *f*and *R*are determined for each tract of length *N*, while ![](1471-2105-4-22-i13.gif) and *P*are determined for each source sequence. This measure determines the amount by which the longest tract is either longer (*P*\> 1) or shorter (0 \<*P*\< 1) than what can be generated randomly, using the number of monomers present in the entire source sequence. These conditions are referred to as \"over-proportioned\" and \"under-proportioned,\" respectively. (*P*is not shown in Fig. [1](#F1){ref-type="fig"}.)

![](1471-2105-4-22-i14.gif)

Proportion quantifies the tract *length*characteristics of a set of SSR tracts, and Fig. [1](#F1){ref-type="fig"} Panel C shows where ![](1471-2105-4-22-i12.gif) and ![](1471-2105-4-22-i8.gif) are found in the sequence data for *Dictyostelium discoideum*. Thus, two major parameters (represented by the two axes of the plots given) of SSR tracts can be evaluated.

As with tract length, the maximum representation can be found, but a more interesting analysis would measure the characteristics of the transition from slope *m*= 0 to *m*\> 0. The simplest way to do this is to ask what tract length *N*appears at a specific *R*value. This can be done for *R*values of 0.3 to 1.0, for example. The slope can also be found directly via linear regression of the points after the transition and where the plot becomes approximately linear again (for example, the *D. discoideum*plot at *N*\> 7).

A survey of genomes was performed using Poly (submitted for publication). The representation plots for many sequences in the survey (*D. discoideum*, for example) reveal curves that appear to follow a mathematical function, possibly the sum of equations, including the lines ![](1471-2105-4-22-i2.gif) = 1 and ![](1471-2105-4-22-i1.gif) = ![](1471-2105-4-22-i9.gif) (shown in Fig. [1](#F1){ref-type="fig"} Panels B and C) and a transition function. Determining the formula would not only allow direct characterization of representation but could also lead to a model for the process of tract growth and reduction.

Limitations
-----------

Compute time varies negligibly with different monomer lengths. However, Poly finds all permutations for a given monomer length (*n*) present in the sequence, generating a quantity of data that varies by approximately 4^*n*^. (The user need only enter the monomer length of interest.) It is therefore recommended for use on SSR tracts ranging from homopolymers (mononucleotide repeats) to tetramers (tetranucleotide repeats).

As mentioned in the Results & Discussion, SSR tracts are identified by the sequence of the first repeating monomer found. Sequence 5\'-AAGTAGTAGC-3\', for example, contains a tract of type AGT and not TAG. This is an important consideration when evaluating the results, as the complementary sequence to the example given is 5\'-GCTACTACTT-3\' and read by Poly to contain the tract CTA, *which is not the complement to AGT.*Repeats of a specific biological type may therefore be identified as several, seemingly different tracts. If the goal of a study is to find such tracts, the user should consider all of the possible monomer types.

An unavoidable problem comes with the use of non-contiguous segments of DNA, such as with sequenced genes submitted to GenBank. Analyzing the nucleotide sequences of organisms as a collection of such segments, not only leaves out much of the organism\'s genome but also creates anomalies where the segments are artificially concatenated. As for SSR tracts, the concatenation of segments ending and beginning with these sequences can create a new, larger tract.

In Poly, if the sequences are separated by the XML tag pair \<sequence\> \</sequence\>, there will be no tract concatenation. However, the reverse problem cannot be resolved: If an SSR tract at the beginning or end of a DNA segment is cut short during sequencing, Poly can only categorize it by its apparent length.

Even when the concatenation problem is dealt with by Poly, some unusually long (*N*\> 60) SSR tracts may appear in the data, causing noise in the measurement of proportion (*P*). As unusual occurrences, they appear only once for their specific identities and could be considered statistically insignificant and worth ignoring. Poly has the ability to count only those SSR tracts appearing more than a set number of times, as was done in the analysis that produced Fig. [1](#F1){ref-type="fig"}.

Flexibility of the model
------------------------

Poly is developed using the scripting language Python, which will permit the program to be expanded with modules. Significantly, the algorithm of Poly has been abstracted from the rest of the program, so that other, more complex algorithms can be added.

The data structure is also designed for flexibility and post-processing. As mentioned earlier, polymers are stored in a hierarchical structure according to monomer identity and number. Additionally, Poly can output the data structure and all of the information in XML format.

Poly has the ability to automatically degenerate bases into IUPACna codes. This feature can be used to find repeats that are approximate in actual base identity but exact in base type.

The program is also capable of finding spacers: sequences separating SSR tracts. It uses the same data structure, placing individual bases in the monomer object and whole spacer sequences in the polymer object.

Features under development
--------------------------

There are several features under development. Poly will continue to acquire quantitative methods for the analysis of SSR tracts, particularly for the analysis of tract locations as they relate to other sequence elements. The algorithm may also be developed to allow for single nucleotide polymorphisms (SNPs) as well as small insertions and deletions so that more approximate tandem repeats can be analyzed.

Availability
------------

Poly is open source software and available at <http://bioinformatics.org/poly/>.

Conclusions
===========

Being written in an interpreted scripting language, Poly is not a particularly fast program. It does, however, have technical advantages over many of the programs developed for SSR identification. It includes methods for the quantitative analysis of tract frequencies and length, which are not standard statistical methods. It finds locations relative to other DNA sequence elements. And, it is flexible in both data structure and object model design, allowing it to be valuable in outputting additional data suitable for post-processing, a feature which may be very useful for ensuing research projects. Importantly, Poly takes a step beyond the identification of repetitive regions in DNA and enters the realms of more comprehensive quantitative analyses in biology and of comparative bioinformatics.

Methods
=======

Nucleotide (DNA) sequences may be unannotated or raw, or they may be annotated with XML tags. The XML tags only serve to record where certain SSR tracts are located, and their actual names do not matter. Tag pairs \<sequence\> \</sequence\> identify where sequences are artificially concatenated and should be used to avoid creating anomalous tracts, as mentioned previously.

Other than the filename, Poly requires that the size of the moving window be specified, which is the length (*n*) of the monomer. Homopolymer tracts have a window size of 1. Heteropolymer tracts, such as dinucleotide and trinucleotide (triplet) repeats, have window sizes of 2 and 3, respectively. Poly can theoretically work with any window size with little increase in compute time.

Poly runs from the command line and is non-interactive. Data can be redirected (e.g., piped) via standard in, and are written to standard out.
