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Resumo 
Uma classe reutilizável precisa ser testável, já que a mesma pode ser testada várias vezes: 
quando é modificada, quando sua superclasse é modificada, quando suas clientes ejou 
servidoras são modificadas. Daí a importância de que essa classe seja fác il de testar, ou 
seja, testável. Com a utilização de classes testáveis ocorre um aumento da testabilidade do 
sistema que as contém. Em trabalho anterior foi definida uma classe testável que incluí , 
além da própria classe, um modelo representando o comportamento da classe, bem como 
mecanismos embutidos de testes, ou BIT (Built-in Test) . A atividade de teste de regressão 
envolve o teste de modificações do sistema para garantir que o sistema. não regrediu, ou 
seja, que as funcionalidades que executavam corretamente numa ver::;ão anterior não foram 
indesejavelmente afetadas pelas modificações. Esse trabalho teve por objetivo responder 
à seguinte pergunta: como utilizar informações de testeAs contidas em uma classe testáveJ 
nos testes ch~ regressão? Pant re!!pondê-la foi necessário definir: (i) uma forma de seleção 
de t.este::1 de regre~são - ne::;se trabalho nós propomos uma técnica de seleção baseada 
no modelu df'! comportamento da classe, apesar da maioria elas técnicas existentes serem 
baseadas no código; e (ii) uma forma. de gerar testes para novas características resultantes 
da modificação. A técnica proposta é aplicável tanto no contexto da classe base quanto 
das c1asses derivadas. Além de não precisar do código fonte, o que a torna útil para testes 
de componentes nos quais o códjgo fonte não está disponÍ\·el, a técnica t,ambém pode ser 
totalmente automatizada. 
xiii 
Abstract 
A reu~able class h as to bc testa ble since i t should bc tesl cd many times: when o. class is 
changed, when 1ts supetclass is changcd, when its clienL n.nd/or server classes are changed 
Tberefore, 11. 1s important t.hat t.h1s cla.c;s be easy to Lest, that is, be test.able. There ts 
an increa':le on the Lest.abllity of t.he í:>ysLcm when testabl<> classes are used. A previous 
research elaboratecl a testable class, whtch im:ludes Lhe class implemenLat,ioo, a moclel 
to ruprcsent its behaviour, as weU as bu llt-in test (BIT) mccha.nisms. Regression testing 
acLJvJt.y involves lesLing the modífied progrrun to ensure lhat new feaLmcs do not regres& 
to Lhe existmg fealures, that is. tegression testing is applied to ~;he modified software 
lo provide confidence lhat Lhe tmchangec.l parts have not been adver,;;ely affected by 
Lhe modificat.ion. This work imends t.n answer the followmg question: how to use LesL 
mformation contained on the testable class Lo do regress10n l.esdng? The a uswer involves 
::.ome defuútions: (i) a stmtegy of regression test selection - in this work we propose u 
rt>gre::>s1on lest :;electJUn technique based on the class behadour model, despite the fact 
Lhat the majority of exJSI.mg techniqucs are code-basecl, anel (ti) a way to generate LesLs 
Lo ncw features resulted from the class moclifications. This t.echnique is applied not only 
to base class contexL but also to denved classes. Beí:>ides the fact that Lhe source code 
is nol nccded in Lhis technique, which mftkcs it useful to component LesLing in which the 
source eode is not a.vailable, the techniquf' can also be totally automated. 
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Capítulo 1 
Introdução 
1.1 Contexto e Motivação 
A aLividade de teste de regres:;;ão vem crescendo dentro dos proje tos ele grandes sis temas 
comerc1ais ou acadêmicos. Essa importante atividade para garantia J e qua lidade de soft-
ware passou a fazer pa rLe das preocupações, inclusive dos clientes, pa ra que sejo garantidfL 
que as funcwnalidades que já estava m em uso contmuem a executar corretamente mesmo 
depo1s da mudança de versão do sistema. 
~ltutas Lócnicas de lÚl)le de regressão são propostas na lüet a t ura para explorar IJS 
quatro problemas levantados com o nt:o de l.est.e de regressão: 1- Como auLomatizat a 
identificação dos comptJneutes afeLaclos pelas ruodificações de um componen ~e; 2- Qual 
estt alégia deve ser usada para retestar estes comp onentes afetados; 3- Qual o crité110 
de cobertura para retesLar estes componentes; 4- Como selecionar , reusar e modificar os 
casos ele teste t::xistentes c gerar n0vos testes. 
Atualmente, existem vários l.rabalhos que visam tratar os problemas descritos (alguns 
são CILados no capítulo 4) . Porém a gtande mJ.iotia dos Ln~balhos propõe técmca.s base~­
das em código, o que aumenLa as chances ele serem seguras. No entanto, técnicas baseadas 
em cóchgo são dcpendenLos de hnguagem e apresentam problemas de escalabilida.de. Uruu 
vez que para o uso dessas Lécnic~ é necessário conhecer o código e ent.ende1 seu funcio-
nament.o, muiLas vezes a utüizaçào dessas técnicéiS torna-se inviável pelo grande volume 
ele informações necessár ias. 
As técrucas seletivas para t.este de regressão visam fornecer economia de Lempo e es-
forço de teste, já lJ.tle buscam selecionar tesLcs apenas para U& funcíonahdades rnodrficadas 
ou nfetadas pelas modificações. 
Mais recentemente. Lécrucas seletivas de lesLt! de regrCHsão baseadas em especificação 
vem sendo proposta::; para suprir a ativ1dade de Lestes em fase de manutenção de sistemas 
ou con1ponentes em qne o us uáno não t.em acesso aos test~Js rea lizados anteriormente, e 
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muitas vezes nem ao código do sistema. Dessa forma, é necessário saber qual caso de teste 
verifica um dado requisito baseado no comportamento e especificação do sistema. 
Neste contexto, este trabal ho propõe uma técnica seletiva de teste de regressã.o base-
ada em especificação que adapt~L o padrão de reteste baseado em segmentos modifica.dos 
(Binder 2000a) e o combina com a Técnica Incremental Hierárquica (Harrold , McGregor 
& Fitzpatrick 1992) para prover reuso de testes. 
Com a busca pelos segmentos modificados de cada classe do sistema sob teste são 
selecionados os casos de testes ê1 serem reaplicados na classe e em suas subclasses a fim 
de realizar um teste de regressào mais seguro. Para gerar o conjunto inicial de testes 
para cada classe é considerada a técnica que permite o reuso dos testes possibilitando a 
classificação das classes do sistema para facilitar a. seleção dos testes . 
No trabalho de Toyota (2000) foi definido o conc:eito de classe testável para aumentar 
a testabilidade de Llm sistema ·e ajudar nos testes da classe quando ela é reutilizada. 
São descritas as características para compor essa classe e como devem ser utilizadas para 
testes. Além disso, fo i desenvolvido um protótipo denominado ConCAT para auxiliar na 
obtenção do conjunto de testes. 
A técnica seletiva proposta faz uso das vantagens das classes testáveis inseridas no 
sistema para diminuir o custo de teste quando essa classe é reusada. 
1.2 Objetivos 
O objetivo principal desse trabalho é propor uma estratégia seletiva para teste de regressão 
baseada em especificação e em classes testáveis, sendo que essa estratégia também consi-
dera a seleção de testes para subclasses. 
Outro objetivo é analisar as dificuldades e as vantagens da utilização da estratégia 
proposta. Além de realizar a avaliação da estratégia conforme framework para comparação 
de estratégias seletivas para testes de regressão proposto em Harrold & Rothermel (1994). 
1.3 Organização da Dissertação 
Os demais capítulos dessa dissertação estão organizados conforme descrito a seguir: 
Capítulo 2 apresenta uma ·;isão geral dos conceitos básicos relacionados a teste de 
sistemM convencionais e sistemas orientados a objetos. São descritas a terminologia. 
adotada nessa dissertação, as fases de teste e particularidades dos testes em sistemas 
orientados a objetos. 
1.3. Organização da Dissertação 3 
Capítulo 3 apresenta o conceito de Teste de Regressão, as estratégias possíveis para 
a sua realização, um Pramewo·rk para. comparação e avaliação das técnicas seletivas, in-
formações sobre a manutenção do conjunto de te..'ltes . Também são descritas as carac-
terísticas de teste de regressão para sistemas 00, algumas abordagens para teste e algu-
mas limitações do teste de regressão. 
Capítulo 4 traz alguns trabalhos relacionados apresentados na literatura que tratam 
de teste de regressão seletivo. 
Capítulo 5 descreve o conceito de testabilidade, os principais aspectos que influenciam 
a testabilidade de um sistema , as características de testabilidade em sislemas 00 c a. 
utilização de projeto visando a testabilidade de software. Além disso, é apresentada 
a técnica incrementai hierárquica que permite o reuso de testes e a automatização dos 
testes com o uso ela ConCAT. 
Capítulo 6 apresenta uma estratégia seletiva para teste de regressão, desde a cons-
trução da classe testável até os passos para a aplicação da estratégia. Para facilitar o 
entendimento da estratégia é utilizado um pequeno exemplo. Além disso, é mostrado 
como realizar o teste de regressão no contexto da subclasse, e depois uma avaliação da 
estratégia. utilizando o framework descrito anteriormente. 
Capít ulo 7 descreve o estudo empírico realizado com uma aplicação real. Sendo 
realizada uma descrição da~ classes sob teste, a preparação necessária para os testes de 
regressão e o procedimento adotado. Por último é realizada uma análise dos resultados 
obtidos com a aplicação da estratégia. no aplicativo real. 
Capítulo 8 apresenta as conclusões deste trabalho, as principais contribuições e su-
gestões de t rabalhos futuros. 
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Capítulo 2 
Teste de Software 
Teste é um processo forlllal que compreende, ::.egundo (Beizer 1990). preparação dí:tb 
entradas de dados, com os resul tados esperados; document.ação elos testes; execução dos 
comandos e observação do::: resulLados enconLrn.clos. 
O propósito dos tesLcs é mostrar que um sbtema de software tem falhas. Para isso, 
deve-se começar os testes com condições conhecidas. usando rotinas pré-defin idas , e com 
resultados previamente conbecidos. Porém, mesmo nessa situação apenas é possível afir-
ma.t , como resultado dos testes, que o programa passou ou não nesses Lestes. Por isso, os 
l estes devem ~:>ei planejado~), projetados e escalonados para que demonstrem as falhas ou 
apn.reme correLnde do ~bLema em teste. 
A realização <los testes é importante pu.ra. cornplernenLar outras formas de verificação 
e validação, po1s Lrata-se da única que permhe excrc1tar o comportamento operacional do 
programa. Testes também poderu 5er úteis para a obtenção de medida de qualidade do 
software, por exemplo: nível de confi~bilidacle e desempenho. 
Nesse capítulo são apresentados os conceitos de teste em siStema!:> convencionais e ~ is­
temas orientados a objetos. Alguns pontos relevantes que diferem a atividade de teste 
dentre esses ststemas Lam.bém são abordados Inicialmente são definidos os ~ermos utili-
zauus que ainda não são consenso na língua portuguesa. A seguir, uma breve descrição 
das fases elo pruccsso de te le. Depois particularidades dos Lestes em sistemas 00 
2.1 Terminologia 
A Lermmologu:~. ut.illza.cla no ~exto segue o padrão lEEE 610.12/ 1990 (IEEE 1990). Já em 
português, os Lermos utilizados estão de acordo com as definições introduzidas em (LeiLe 
& Loques 1987). Um engano comet.ido pelo desenvolvedor durante a implementação do 
sistema é considerada uma falha (Jault) . Quando a instrução com a falha é al.ivada é 
gerado um erro ( error) qne pode levar o software a. produzir um resultado incorreto, isLo 
5 
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Figura 2.1: Fases de teste no processo de desenvolvimento. 
é, apresentar um defeito (faílure) . Diz-se que um software tem um defeito quando o serviço 
que ele fornece a outros sistemat5 ou ao usuáno viola sua especificação. 
2 . 2 Fas es de Teste 
A atividade de teste deve acompanhar todas as fases de desenvolvimento de software, e 
também está dividida em fases, sendo que os casos ele teste pa ra cada fase de teste são 
preparados em uma determinada etapa do desenvolvimento. O diagrama representado na 
figura 2.1 apresenta a relação en t,re as fases de desenvolvi rnento e de te-Ste. 
Cada fase de teste tem um [Qco diferente e é aplicada numa fase distinta do desenvol-
vimento de software. A seguir serão descritas as estratégias consideradas para sistemas 
tradicionais: Testes de UnidadE:S, Testes de Integração, Testes de VaJidação, Testes de 
Sistemas e Te.,stes de Regressão. 
Testes de U nidades 
Os testes de unidades têm corno foco a verificação de cada unidade ou módulo do sistema, 
e visam abordar os testes: de interface, de estru turas locais de dados, de condições limites, 
de caminhos independentes e ca.minhos de tratarnenLo de erros (por exemplo: processa-
mento de condições de exceção, descrição do erro eleve fornecer informações suficientes 
para ajudar na localização da causa do erro). 
2.2. Fdses de Tes~c 7 
Como um módulo não é um programa mdependente, para cada unidade de teste é 
necessário desenvolver drivers ejou stttb.s. 8m muitas aplicações, um dríver nada mais é 
do que uma espécie de " progr~Lma principal'' que aceita dados ele casos de tP.stes, passando 
cada dado para um módulo (para testá-lo) e mostrando os rcs uh,ados relevantes {Pressman 
1997a). 
Já os stubs sã.o componentes que suhstituem os módulos que interagem com a múdade 
sob te:-te, portamo possuem a mesma interface dos módulos que substituem. A imple-
mentação de um stub pode variar de um processame.nto simples, como a exibição de uma 
mensag~m de rastreamenLo, a um proce~~amento mn.is complexo como o rnapearnento de 
um parâmetro de entrada a um valor de retorno associado. 
Testes de Integração 
Nos testes de Integração o principal objetivo é verificar a existência de falhas na jnteração 
entre as unidades ao formarem módulos ou subsistemas. 
Testes de Validação 
Visl'lrn verificar a. sa.ti~fi'I.ÇÕ.O dos requisito;:; que fora.m dc' finidos na fase cl.P. Análise do 
software 
Testes de Sistema 
São desempenhados fora do ambiente de desenvolvimento, o mais próximo possível elo 
ambiente (software e hardware) em que o sistema será execul.ado. O prmcipal objetivo 
é teslo.r comportamento~ que são mostrados apenas testando o sistema como um todo 
Inclui testes de desempenho, de segurança, de estresse e de recuperação (Pressman l997a) . 
Test e de Regressão 
Na fase dos testes de mtegraçào normo.lmeote é utilizada a a bordagem de Testes de Re-
gressão para complementar os testes realizados nos módulos. Eles também são ampla-
mente utilizados durante a manutenção. Os testes de regressão possuem o ObJetivo de 
avalitU' se as novas impll~mentações não interferiram df' forma equivocada nas funcionali-
dades que já eXIstiam no si&terna, isto é, verificar se as alterações não provocaram erros 
no s1~tcma. Os testes de regressão serão ma1s explorados no capítulo 3. 
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2.3 Métodos de Desenvolvimento de Teste 
Segundo Pressman (1997a), nas últimas décadas uma rica variedade de métodos de projeto 
de casos de testes tem evoluído para. softwan~. Estes métodos fornecem aos desenvolve-
dores uma abordagem sistemát.ica para testE-s. Também fornecem um mecanismo que 
pode aj udar a garantir a complE:teza dos test(;s e fornecer uma alta probabilidade para a 
descoberta de erros no software. 
Para a realização de teste de qualquer produto d e software um dos seguintes modos 
deve ser considerado (Pressman 1997a): (1) conhecendo a função específica que um pro-
duto foi projetado para desempenhar, os test;es podem ser conduzidos para demonstrar 
que cada função está plenamente operacional, ao mesmo tempo que a busca por erros é 
feita em cada função; (2) conhecendo o trabalho interno de um produto, os testes podem 
set conduzidos para garantir que as operações internas desempenham de acordo com o es-
pecificado e todos os componentes internos foram adequadamente exercitados. A primeira 
abordagem de teste é denominada teste caixa-preta e a segunda, teste caixa-branca. 
O teste caixa-preta refere-se aos testes conduzidos à interface do software. Embora eles 
sejam projetados para descobrir erros; os testes caixa-preeta são usados para demonstrar 
que as funções do software estão operacionais; que as entradas são devidamente aceitas 
e saidas foram corretamente produzidas; e que a. integridade da informação externa é 
mantida. 
Por outro lado, o teste caixa .. branca está preocupado em examinar os detalhes proce-
durais. Este método us~L a estrul;ura de controle do projeto procedural para derivar casos 
de testes que: garantam que todos os caminhos independentes num módulo sejam exerci-
tados pelo menos uma vez; exer • .::itam todas as decisões lógicas tanto verdadeiras quanto 
falsas; executam as fronteiras d1~ todos os loops e seus limites operacionais; e exercitam 
estruturas de dados internas para validá-las. 
2.4 Teste de Soft\\rare Orientado a Objetos 
Os conceitos do paradigma de orientação a objetos não serão explicitados nesse trabalho, 
devido ao foco do trabalho estar voltado aos testes desses sistemas. Para a obtenção de 
detalhes conceituais de software orientado a. objet.os a.s seguintes referências podem ser 
consultadas (Pressman 1997b, Buzato & Rubira 1998). 
Os testes de software orientados a objetos mantém o mesmo objetivo fundamental de 
teste: encontrar o máximo de erros com o menor custo. O que muda é a estratégia e a 
tática de teste (Pressman 1997a). 
Para a avaliação da qualidade dos sistemas orientados a objetos, os testes tornam-
se mais importantes do que em sistemas convencionais, já. que nesses a utilização de 
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verificação está~tcn. é mais efeüva e eficien~e para remover falhas do que os testes. No 
entanto, em implementações orientadas a obJc~os, segundo Binder (2001), o código pode 
ser considerado mais tüfícil de ler porque o cont.role é distnbuído, por pelo menos três 
razões: (1) o problema da. fragmentação de funcionalidades que podem re.sultru· de herança; 
(2) ligação dmâmira. e. (3) estratégias ele controle cooperativa onde o fluxo de controle 
e o controle de estado são distribuídos entn· Lodas as classes Com esses obstáculos de 
compreensão, Lécnicas estáttca.'3 serão menos efet.tvas, requerendo mais testes para adquirir 
o mesmo nível de qualidade. 
Ao mesmo tempo em que as linguagens orientadas a objetos reduzem a ocorrência de 
alguns t tpos de caos, elas aumentam as possJbilidades de outros, como pode ser verificado 
no decorrer desta seção. 
2.4.1 Conceitos e Características 
Nesta seção serão descritos os aspectos de onentação a objetos que afetam a realização 
elos testes, sendo que as dificuldades levant.aclas para os testes foram baseauas em (Binder 
2000a) e (Ma.rtms 1999). 
Algumas características essenciais de Unguagens orientadas a objetos n.presentam novos 
riscos de falhas em relação às linguagenl' convenc10nais: 
• lígaç.ào din.lmica e est.ruturas complexru:. de herança geram muita.<> chcillce::: ele ocorrência 
de falhas devido à ligações não anLectpada.s e má mterpretação do uso correto; 
• erros de programação de interface são o. p1 incipal causa de falb~ ern linguagens pro-
cedimentais. Programas onentados i.1 ObJetos tipicamente têm muit.o:s componentes 
pequenos e con::;;eqüenLemente mais uJt.erfaces. PortanLo, erros de intcrftLce sã.o mais 
prováveis; 
• objetos p1cservam o estado, md.S o cstaclo de controle (a se>quênc1a aces..c;;ível Je 
eventos) é tipicamente dtstribuído sobre o programa inteiro. Erros de estado de 
cont.wle ocouetã.o possivelmente com mais f1 eqüência 
A seguir são descritos os conceito~ e carncterístkas de orientação o. objetos, bem como 
suas implicações nA. aüvidade de test.es. 
Encapsulamento 
Encapsulamento é definido como uma técnica para minim1zar as interdependências entre 
os módulos p10gramados através de interfaces externas restritas. Um módulo está en-
capsulado se os chentPS só podem fazer acesso aos &eus métodos at.ravés de sua interface 
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externa, o que é fornecido pela linguagem de programação. Portanto, essa característica 
garante aos projetistas que mudanças serão feitas de modo seguro , facilitando a manu-
tenção e evolução do sistema. 
Do ponto de vista de testes, o encapsulamento reduz problemas relativos ao (>,scopo de 
variáveis, pois oculta detalhes internos da implementação de atributos e métodos. Com 
isso, reduz o risco de que altera.ções em caracterís ticas de urna classe afetem outras, j á 
que a troca de mensagens entre instâncias destas (objetos) é possível entre aquelas cujas 
interfaces sejam conhecidas; e reduz a possibilidade de ocorrência de falhas de caminho 
de execução, uma vez que, em geral, os métodos são pequenos, com algoritmos complexos 
devido à alta coesão existente dontro de uma classe. 
Apesar ela vantagem que o encapsulamento e ocultação de informação trazem em 
termos de melhoria de modularidade, essa:; características limitam a habilidade de controle 
e observação de uma classe, reduzindo seu habilidade em satL<>fazer n.os critérios ele teste 
pré-estabelecidosa, pois detalhe~. internos de 1mplementa.ção de atributos e métodos não 
são acessíveis. 
Embora encapsulamento não contribua diretamente para a ocorrência de erros, ele 
pode apresentar um obstáculo para os testes (Binder 2000a,), já que um objeto não conse-
gue detectar mudanças de estado.:; produzidas em outro objeto. Assim, durante a atividade 
de teste não é possível relacionar o estado concreto e abstrato de um objeto, dificultando 
a verificação do resultado do teste. 
Herança 
Herança é um mecanismo que permite a urna sub classe ( clRSse filha) hercla.r atributos e 
métodos de sua superclasse, que são acrescidos às novas características da subclasse. 
Ex1stem dois usos principais de herança: herança de implementação e herança. de 
comportamento, conforme descrito em Buzato & Rubi nt (1998) . Na herança de imple-
mentação a subclasse pode remover ou renomear algumas caracter.isticas da superclasse, 
não sendo garantido que a subclasse tenha o mesmo comportamento que a sua superclasse. 
Já na herança de compor tamento::), a subclasse se comporta como se fosse a supercla;;se; à 
subclasse podem ser acrescentadas novas características além daquelas herdadas, e estas 
podem ser redefinidas. 
Em relação aos teste;:;, poder-se-ia pensar que o mecanismo de herança facilitaria o 
reuso de conjuntos de testes da mesma forma que favorece o reuso de código e de projeto, 
porém não é tão simples assim. A seguir, são citadas algumas implicações apresentada~ 
por Martins (1999): 
• o reuso de código/ projeto aumenta a necessidade de testes, pois as características 
herdadas devem ser testadas a cada reutilização, devido a possíveis mudanças no 
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contexto de uso das mesmas, 
• o reuso de casos de testes não é simples de ser dec1dido, pois se a herança não for 
usada de forma disciplinada, o:, casos de teste preci~<.Un ser novamente gerados par;.t 
o. subcla:iSe, mesmo para caracLcrísticas que não foram alteradas; 
• a complexidade de uma classe vai aumentando quanto mais baixo ela estiver na 
hierarquja ele herança e o uso de herança múltipla aumenta ainda mais a comple-
xidade Isl.u implica aumento do esforço necessário para a preparação dos testes, 
especialmenLe para determina1 que entradas de (e.~t~ podem ser reaplicacias e quais 
devem ser modificadas, 
• a imple1nent ação do mecanismo de herança vana de uma linguagem para outra, 
portanto a estraLég~tl. a ser u1.ihzacla para os testes é altamente influenciada pela 
e~colha desta linguagem. 
Polimorfismo e ligação dinâmica 
Polimorfismo é a habilidade de vincular uma referência a mats de um ubJcl.o (Binder 
2000a). No contexto de onentação a objer.o~. o pohmorfismo significa que diferentes tipo~:> 
de objetos podem re~ponder a mesma mensag<:m de maneiras diferenL~ . 
Polimorfismo está associado a uma série de conceitos, dos quais ser ão aprcscntl'ldos otl 
ma1s simples (Martins 1999)· redefinição; sobrecarga c parametrizftç5.o. (1) Redefiníçã.o 
perm1le que um mét.odo ela ~uperclas~e seja redefinido na ~ubclasse O méwdo redefinido 
na subclasse deve ter a mesma interface que o dA. superclasse; métodos com o mesmo nome 
mas com interfaces distintas são considerados métodos uovos. (2) Sobrecarga permiLe 
associar um mélodo a um objeto em t.empo de execução. (3) A parametrização, permite 
o uso de classes genéncas ou classes paramet,L"izadas, as C)uais servem de moldes para 
outrn~ classes. 
A hgaçào dmâmica é uma forma de implementar o polimorfismo. Pode se1 definida 
como :sendo a a.c;sociação, ern Lempo de execuçfio, de uma. mensagem ao objeto que contém 
o método que a aceite. 
O uso de Polimorfismo eu ligação dinã.mka tutroduzem as seguintes dificuldades para 
os t.estes· 
• aurnemo da. complexidade Da geração de Lestes baseados na implementação (uma 
vez que o código a se• executado é mais dependente das condições de execução do 
que nas lmgua.gens nnpera.tivas). 
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• ocorrência de muitos erros de execução causados pelo uso de herança de imple-
mentação, já que a classe derivada não tem o mesmo comportamento de suas an-
cestrais, dificultando a seleção de entradas de teste que permitam que esses erros 
sejam detectados; 
• impossibilidade de determinar todos os usos polimórficos ele um objeto ou carac-
terística. 
Relacionamentos 
Objetos podem se relacionar de diferentes formas (Síegel 1996): um objeto pode conter 
outro objeto (ísto é, um objeto pode ter outros objetos como atributos); objetos podem 
enviar mensagens para outros objetos, com argumentos e valores ele retorno, tanto uns 
quanto os outros podem ser objetos; objetos podem ser executados concorrentemente, em 
diferentes threads, trocando mensagens entre sí de manei ra síncrona ou assíncrona; objetos 
podem ser compatíveis ou incompatíveis uns com os outros em determinado contexto. 
Um objeto pode conter outros de diferentes formas: uma classe pode ser declarada 
internamente a outra; uma instância de um objeto é criada dentro de outro objeto; através 
de herança, as características de uma classe são compartilhadas pelas derivadas. 
No envio de mensagens, um objeto invoca um método ele outro objeto, havendo op-
cionalmente o uso de argumentos e valores de retorno; objetos podem ser passados como 
argumento ou como valor de retorno. O envio de mensagens está relacionado com a Yi-
sibilidacle, pois corresponde à invocação de métodos na interface pública ele um objeto. 
Logo, se um objeto está encapsulado em out.ro (não é visível externamente), não pode 
receber mensagens de outros objetos. 
Com esses relacionamentos, mais algumas dificuldades são acrescentadas aos testes: 
• o estado de um objeto, de um modo geral, não depende somente dos valores de suas 
variáveis internas, mas também dos valores ele suas associações e dos estados dos 
objetos que o compõem; 
• o uso de estratégias incrementais para a integração se torna mais difícil; 
• a construção de stubs torna,-se muito nu~is complexa; 
• os relacionamentos, apesar de serem descritos estaticamente, variam a cada execução 
do sistema; 
• a concorrência aumenta a complexidade elos relacionamentos, dificultando ainda 
mais os testes. 
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Riscos inerentes a linguagem 00 
Cada linguagem de programação orientada a objetos apresenta suas parltculandades, o 
que proporciona maior ou menor tendência a apresentar certos riscos para a atividade de 
Leste dos siSt.emas. 
Em Bindet (2000a) é mostrado o relacionamento entre erros, falhas e defeitos, conforme 
uma t.axonomia de falhas proposta por Purchase & Wincler (1091) , desenvolvida para 
auxiliar no teste de códigos orientados n objetos, como a linguag(~m C++. Falhas são 
classificadas de acordo com o processo (atividade na qual a falha fm .lrlLroduzlcla), com o 
defeito (estado ou comportamento incorreto obtiervado) e com o erro (enganos cometidos 
pelo desenvolvedor que levam à falha) . Na tabela 2.1 é mostrado o escopo no qual cada 
erro é tiptcament.e revelado durante os testes, onde A = aplicação, S = snbl'istema. C = 
classe e ~1 = método. 
2.4.2 Fases de Teste 
Em sistemas orientados a obJetos a menor untdade t.estável é a classe ou o objeto (Pressman 
1997 3) . Assim, a.:; r~)SCS de teste possuem Llll1 foco c! iferente dos testes de &1SLcmas con-
venclOnats: 
• Teste de untdade: o teste de classe em software 00 corresponde ao teste de unidades 
de sofLware convencionais. Esse teste é dirigtdo aos métodos encapsulados pela classe 
e ao seu componamento. 
• Teste de integração: duas aborclagenti são consideradas nos testes de integração em 
soft.ware 00, já que eles não apresentam 11ma estrutura de controle hierárquica como 
nos convencioua1s. A primeira- tetites baseados em threads - v.isa integrar o conjunto 
de classes necl:'ssá.rias para responder a uma entrada ou evento do s1st.ema; tarnbéru 
aplica-se Lestes de regressão nessa. et.apa. Outra abordagem são os testes baseados 
no uso, que começam a integração do si!:.tema pelas classes que não se relacionam 
com out.ras classes (classes independentes) , depois são integradas às classes que se 
relacionam chret.ameute com as independentt>s, e assim por diante até que t.odas as 
classes do stslerua sejam integradas. Um outro passo do teste ele integração é o teste 
de cltt,Ster (uma coleção de classes que colaboram entre si), que visa encontrar erros 
na colaboração dus objetos das classes do cluster. 
• Testes de validrtção ou de s istema: os detalhes de conexão das classes não são mais 
de int.eresse dos tes~es. Nessa etapa, o enfoque está nas ações de mteração dos 
usuários com o Sistema (informações fornecidas pelo usuário) . O que não difere 
muito dos Lestes convencionais. Métodos de testes caixa-pret.a são suficientes para 
a sua realização. 
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Proccs!>o I Erro E~:.<:opo Defeito AISICIM 
Definição de Percentual ;lná.lisc do problema Problema da aplicação inadequada Defeito Jc comu- X X X 
rl'quisitos 
n1cação. não resolvido. 
Análise do problema i nade- X X X Requisitos ou e:;peci-quada. Erro de especificação. ficação não conferem. 
Abstração: conhecimento inaclt'- Estrut ura de classe 
quado de téc-n icas de projeto de pobre, construção 
00. Constr ução prematura de X X ruuu, hierarquia de Pro.1cto hJCrarqma ou níveis. herança relaxada, 
inconsibtente. 
Algoritmo: cspecificaçao equivo- X X Método de saída incor-
cada. lmplenemação i11corn•ta reto. 
Conhecimento de r e uso ina.de- Comportamento não 
quado. Componentt' rcusad•) ou X X X e::;pcrado e indesejável bJerarquJa eqmvocada. U:.o 111- no reu~o de componen-
correto de polimorfismo t('b. 
~Jau uso de componentes 
t..létodo de saída incor-
reusàveis. extensões ad-hoc de X X 
heranças. I C LO. 
Semântica: conhecimento de t.érmil1o anormal df>-
lrnplcmcul<tÇão programação inadequado ou "lJau X X v ido a erro de t1po com 
uso dos serviços do ambJcntC' ligação atrasada. 
alvo. 
Sintática· conhecimE>nto de pro-
Salda incorreta, gramação inadequado, erro ti- X X 
pográfico. t6rmmo anormal 
Couhecullento inadequado da Gxceção em tempo de 
TC'mpo d.-· r•xecução aplicação ou serviços alvo. X X exer.ução, defeit.o na fonte de mensagens 
Tabela 2.1: Erros e defeitos. 
Uma vez que os atributos e operações são encapsulados, o lcs1.e de operações fora 
da classe não se justifica. (Pre:.--sman 1997a). Dessa forma., o encapsulamento pode tornar 
dll'ícil a obt.enção das informações do estado de um objeto, a menos que. dentre os métodos 
desenvohridos, CXJbtam aqueles que apresentam os valores do:; alribulub das classes. porém 
amda é difícil obter o estado de um objeto e01 det.erminado tnbtame. A herança também 
ttaz preocupações novas para o projeto de casos de testes ele sllitemas 00, já que para 
cadA novo contex Lo de uso requet reteste. No emanto, se a subcla.::;se é usada em contextos 
complerameme diferentes, os c;ru:.os de testes da supeLclasse não serão reaproven;ados pela 
subclasse, sendo necessario gerar um novo conjunto rle testes para ela. 
2.4. Teste de Software Ol"ientaclo a Objetos 15 
O método de teste caixa-branca, que é ut ilizado em testes de sistemas convencionais 
para gerar casos de testes baseado no código fonte, pode ser utilizado para o teste das 
operações definidas para a classe, mas não é suficiente pa ra os testes de classe. Para 
garantir que muitas declarações de uma operação foram testadas podem ser utilizadas as 
técnicas de caminho base, teste de looping ou fluxo de dados. O problema com testes 
caixa- branca está no grande número de casos de teste.s, a umentando o custo elos testes. 
O desenvolvimento de casos de testes que utilizam requisi tos ou especificações são 
referenciados como testes caixa-preta. Esse método é útil para os testes de sistemas 
orientados a objetos. Mesmo especificações bem desenvolvidas não expressam todos os 
detalhes ele implementação necessários para a geração dos casos de testes, sendo necessário 
alguns exames no código fonte , por exemplo: o reteste de características herdadas requer 
análise da estrutura ela classe. :tvlesmo assim, a distância entre especificações orientadas 
a objetos e nnplernentações são t ipicamente menores quando comparadas com sistemas 
convencionais (Binder 2001 ). 
Os testes baseados em falhas, em sistemas 00, têm por objetivo projetar testes que 
possuam alta probabilidade ele descobrir fa lhas plausíveis (isto é, aspectos da imple-
mentação do sistema que pode resultar em defeitos). P ara desempenhar testes baseados 
em falhas , é interessante iniciar pelo modelo de análise construído com base nos requisitos 
elo cliente, no entanto, os casos de testes são projetados para exercitar o projeto ou o 
código, a fim de determinar se as falhas existem. 
Para complementar os testes baseados em falhas, os testes baseados em cenários são 
utilizados para cobrir os testes ele especificação incorreta e integração entre subsistemas. 
Quando ocorrem erros associados a incorreta especificação, o produto não faz o que o 
cliente quer . Já os erros associados com interação de subsistemas ocorrem quando o com-
portamento de um subsistema gera eventos ou ftu.xos de dados que levam outro subsistema 
a falhar Esses testes concentram-se no que o us uário faz, não no que o produto faz. Dessa 
forma, são capturadas as tarefas que o usuário deve desempenhar através de casos de uso. 
2.4.3 M étodos de teste de classes 
Durante os testes orientados a. objetos são utilizados alguns métodos pa.ra exercitar uma 
classe: teste a leatório e teste de partiç.ão. 
Por teste aleatório ( randvm testing) compreende-se a execução ele diferentes seqüências 
de testes para exercitar diferentes histórícos ele vida (comp!Jrtarnentos) de urna instância 
da classe. 
Os testes de partição reduzem o número de casos de testes requcrídos para exercitar 
uma classe. Entradas e saídas são classificadas, e os casos de testes são designados para 
exercitar cada categoria. Em Pressman (l997a.) são determinadas tr~s partições: (1) A 
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partição baseada em estado class ifica as opcwçõcs dn. classe com relaçõ.o a.. s ua habilido.de 
de mudar o estado da classe; (2) A partição baseada em atributo classifica as operações 
da cla..."5e em relação aos atribut·.)S que elas usam; (3) A partição baseada em categorias 
c.lassifica as operações da classe baseada em funções genéricas que cada urna desempenha, 
por exemplo: opetações de iniciallzação, operações modificadoras, de it.eração e operações 
de término. 
2. 5 Considerações Finais 
Neste capítulo foi expobLa urna v.sã..o geral de sist.emas, principalmente a.s particularidades 
teft::tentes a Lestes em istemas orientados a obJetob 
1\o próXImo capítulo serão exploradas as carac~erísttcas dos testes de regressão, obje-
t 1vo deste trabalho. 
Capítulo 3 
Teste de Regressão 
Na fase de manutenção de um software, quando ::.ão realizadas melhorias, correções ou in-
corporadas nova:, fu nctonaliclades ao sistema, o teste do software é tão importante quanto 
aquele realizado durante a fase de desenvolvimemo do software. Dessa forma, para ga-
rantir que não foram introduzidas novas falhas no sistema é indispens~í.vel o uso de teste 
de regressão que compõe uma das atividaJes ele manutenção ejou evoluç&.o do software. 
Embora o c..-;sc lesLe seja considerado urua necessidade no processo de rnanutcnçã.o, é uma 
atiYidade dispendiosa, chegando a corresponder pela metade do custo de manutenção do 
software (Beizer 1990) 
As partes do sistema que sofreram modificações devem ser t.ã.o revalidadas quamo 
aquelas que não sofreram, com o propósit.o de gtuanLtt que funcionahdaJcs nã.o modificadas 
não tenham sido afetadas (Leung & White 1991). Com isso, é pos:;ível garantir que o 
programa ainda saLisfaz seus requisitos (Harrold & Rothermel 1994), isto é, comport.a-:se 
como previsto e que as alterações não aJeta.ram indesejavelmente o cornport.amento do 
código não modificado (Rotherroel, Harrold & Dedhia 2000) . 
Uma estratégia de Leste de regressão é cxecuLar novamente todos os casos de teste. 
porém o reteste total pode consUllllr tempo c recursos inaceitáveis. .Já. M técnicas de 
reteste seletivo temam reduzir o tempo necessáno para retestar um programa modificado, 
pots selecionam tesLes para reuso nas partes alteradas do programa. Com ISSo, essas 
técnicas levantam dois problemas: o problema de selecionar testes a partir de um conjunto 
existente de testes, e o problema de determinar quando testes adiciouu.is são necessário:; 
O primeiro problema é amplamente discntido na. literatura com intuito de buscar técnicas 
de seleção que reduzam signifi<>.-ativamcnLú o custo do teste de regressão no programa 
modificado (Binkl ey 1996, Graves, Harrold , Kim, Porter & RoLhcrmel 1998, Kung, Gao, 
Hs1a, Toyoshima & Chen 1996, Rothcrmel et al 2000). 
Neste capítulo serão abordados alguns pomos relevantes de teste de regressão, como 
considerações iniciais. os problemas enfrcmados nesta fase, os passos para execução dos 
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testes, formas de comparar as diversas técuicas de teste de regressão seletivo, dentre 
outros. 
3.1 Teste de Regressão 
Quando componentes novos ou modificados inseridos num software podem causar falhas 
ao interagir com os componentes não alterados, pela geração de efeitos colaterais ou devido 
a características de interação, diz-se que o sistema sob testes regrediu (Binder 2000b ), por 
isso os testes aplicados nesse novo sistema são denominados teste de regressão. 
Segundo Binder (2000a), teste de regressão normalmente é aplicado durante o desen-
volvimento iterativo, dE:pois de depurar o programa, durante a produção de uma nova 
instanciação de um componentE: reutilizável, como o primeiro passo para integração, e 
como suporte para a manutenç~::> de aplicações. 
• Desenvolvimento iterativo Com o alto ritmo de alterações em desenvolvimento 
orientado a objetos, alguns autores chegam a reportar o uso de testes de regressão 
mais de um vez por dia, oucros acreditam que os testes devem ser desenvolvidos para 
cada classe e toda vez que a classe é alterada os testes deveriam ser reaplicados. 
• Desenvolvimento por reuso . Com a utilizaçã.o de componente::> de software é cada 
vez mais importante que mn conjunto de tesLes seja disponibilizado junto com o 
componente. Assim, o cliente pode reutilizar esses casos de testes como testes de 
regressão ao gerar o seu componente resultante. 
• Integração. Um primeiro passo para o teste de integração é o teste de regressão, 
j á que a re-execução de conj untos de testes acumulados no componente garante 
a construção de um conjunto de regressão incrementai capaz ele revelar falhas de 
regressão. 
• Manutenção de software. Teste de regressão pode ser realizado em manutenções 
corretivas, adaptativas , preventivas ou evolutivas para revelar efeitos colaterais e 
aJustes errôneos através do conjunto de testes do componente original. 
• A valiaçâo de compatibilidade. Alguns conjuntos de teste são projetados para exe-
cutar em várias plataformas e sistemas de aplicação para estabelecer conformidade 
com um padrão ou calcular desempenho de tempo e espaço . A intenção dos testes 
é revelar dHerenças de det::empenho ou funcionalidade dependentes de plataforma, 
não necessariamente ele falhas de regressão. 
3.2 Estratégias pAm Teste de Regressão 19 
Depois que um conjunto inicial de testes foi executado no sistema, testes ele regressão 
podem ser aplicados eru qua lquer escopo do implementação sob Leste c em qualquer ponto 
do seu desenvolvimento 
Para a aplicação de testes de regressão numa versão beta1 do software, deve-se seguir 
os segumtes passos: 
1. Identificar a::; tuodificações reahzadas nn. versão beta em relação a ongiual; 
2. Selecionar os casos de teste a serem re-cxecutaclos dentre os pertencentes a seqüência 
ongino..l; 
3. Aplicar os t.est es selecionados na versão beta; 
4. Gerar novo5 testes, caso existam funcionalidades novas em bet.a; 
5. Aplicar os novos testes. 
6. Atualizar o hlstônco de testes 
O teste de regressão possui duas fases di:;;t.intas: a fase preliminar e a fase crítica. 
A fase prebmmar começa depois do lançamento de alguma versão do software: durante 
essa fase ocorrem pequenas melhoria:, e correções do software. Quando as correções estão 
completas, a fase <.:rít.ica do teste de regressão micia; nesta fase o t.est e cie regressão é a 
atividade dominante. e seu tempo é hmttado pelo prazo de entrega elo produto (Harrold 
& Rothermel 1997). 
3.2 Estratégias para Teste de Regressão 
A mais simples e!>ltaLégta de teste de regres::;ào é a de retest.e total ( 1'elest alQ. que utiliza 
todos os teste::; do conJunto on ginal Porém C!>sa abordagem pode consnmir tempo e 
recursos excessivos. 
Uma alternativa, reLeste seletivo (selective relesl), escolhe do conjunto ele testes origl-
nal aqueles testes que são considerados indtspensáveis para testar o programa modificado 
e, quando nece:"sário, novos casos de tesLcs são acrescentados. 
U rua das dificuldatles das técnicas seletivas está em escolher um subconjunto de testes 
que seja capaz de exercttar as partes do progrAma que foram alt,erada~ para., com ISSo, ter 
mais chances ele enconLrar falhas. 
1Versão B~ra de um sistema é uma nova vcr<>iio do !>ll.rcma que ainda não foi aprovada.. ou seja, ainda 
não passou por teste. 
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Es5as t.écnicas têm sido cada yez mais discut1das e aprimoradas, a fim de diminuir o 
custo dessa seleção (?). 
As Lécrúcas seletiVas de teste de regressão são classifkadas em: técnicas de mini-
mização, de coben.ura, técnicas seguras e alea.t.ória. Essa cla.ssificação está detalhada na 
seção :t2. l 
Como na fase de manutenção de um software busca-se a redução de custos, é muito 
imporLante a utilização das técnicas seletivas para a realização dos testes de regressão. 
U rua Lét;n ica ::.eleLiva de tes t.e de regressão normalmente segu(;:! o::. ::.eguintes passos, 
onde. P é um programa, e P' é uma versã.o modificada de P ; T é conj unto de testes 
cnado para testar P e T ' o conjunto de testes selev10nado u partir do conjunto de testes 
do progTama original. 
1. selecionar T ' Ç T . um conjunto de testes para executar em P '; 
2. testar P ' com T ' , pa.ra determinar a corretude de P ' em relação a T ' ; 
3. se necessáno, criar T '' , um conjunto de novos testes funcionais ou estruturais para 
P '; 
4. teslar P ' com T" , para determinar a correturle de P ' em rela(ào a T" ; 
5. criar T '", um novo conjunto de testes c histórico de te::; tes de P ', a partir de T , T ' 
e T ". 
O conJunto T " ' inclu1 o conj unto de testes do programa on ginal para manter o 
histórico de todos os testes executados no p rograma, t~mto na versão original como nas 
demais. Desta forma, o novo conjunto T "' contém Lodos os teste..'> possíveis para a nova 
altr1 ação do programa. 
Nas próximru:. seções serão descricas a clas::.ifica.ção da5 técnicas scleLivas de teste de 
reg1es~ão e algumas métricas para a comparação entre I'IS diversas técnicas de reteste 
seletivo existentes. 
3.2.1 C lassificação das técnicas de re t este seletivo 
As técnicas seletivas utilizadas no teste de regressão podem ser cla.ssificad~ de acordo 
com a forma com que o s ubconjunto de testes é escolhido (Harrold & Rotbermel 1994) e 
(Graves et al. 1998): 
3.3. Framework para Avaliação e Comparaçiio deTécnicas Seletivas de Teste de R.egressão21 
Técnica de Minimização 
Na minimizaçào assurn<rse que o objetivo global dos tesLes de regressão é restabelecer 
a satisfação de alguns cntérios de cobert.ura estruLural, c visa identificar um conjunto 
rnirumo de testes que devem ser reapl!cados para satisfazer a esses critérios. 
Técnica de Cobertura 
As t.écnicas ele cobertum têm como base os criténos de cobertura estrutural, mas ao 
contráno da anterior não há minimizaçào; em vez disso, busca a seleção de testes que 
exercitem os componentes alterados ou afetados pelas alterações, que podem produz1r 
saídas diferentes, e usa critérios de cobertura como guia. rle seleção para taiS testes. 
Técnica Segura 
As técnicas seguras (safe tecniqu.es) vtsam selecionar todos os testes que induzirão o 
programa modificado a produzir saídas diferentes das geradas pelo programa originaJ, 
dando menos ênfase ao critério de cobertura 
Técnica Aleatória 
A t.écnica aleatória ou ad hoc é usada quando a restrição de tempo torna proibH,ivo o uso 
da estratégia. de reteste total, e não há ferramentas p~ra a seleção de testo. 
3.3 Framework para Avaliação e Comparação de 
Técnicas Seletivas de Teste de Regressão 
Diante da. grande ,·ariedade de técnicas selet1vas para teste de regressão. em (Harrold 
& Rot.hcrmel 1994), foi propost;a uma forma de avaliá-las e compará-las, pois os autores 
identificaram que apt!sar das técmcas seguirem filosofias di::stmtas, como mlnirruzação, 
cobert.ura e segurança, elas possuí<un categorias nas qua1s poderiam ser comparadas e 
avalüldas, sendo elas: inclusão, prec1são, eficiência, generalidade e cüspoaibllidade. A 
partir dessa descobena, foi proposto e de~crílo um framework. 
Em (Harrold & Hothmmell996), 05 autores citam que o maior benefício do fmmework 
é que ele fornece uma maneiru de avaliar e comparar técnicas seletivas deteste de regressão 
existcmcs. Com isso, faci lita a escolha da técnica mais apropriada paru uma aplicação 
em pat L1cular. Além disso, a avaJ1açào e comparação das técnicas também fornece dicas 
das vautagens e hmitações de cada técmca. 
22 
c 
Capítulo 3. Teste de Regressão 
Conjunto de Teste T 
Niio Ob~oleto 
Revelam Modificações 
Re-velam F.tlhas 
Figura 3.1: Relacionamento ent.re cla.-~cs de Leste. 
Para a defimçiio do framewo·~k, primeiro os amores classificaram os casos de teste em 
(.res classes· tes~es que revelam falhas (fault-revealmg). tesLes que revelam mortificações 
( mothfical.lon-revealmg) e aqueles que atravessam modificações ( modificatton-traversmg). 
Os casos de Lestes classificados como aqueles que revelam falhas são os testes que 
revelam falhas existcnt,es no programa. Emretanto, não exis!te um mecanismo eficiente 
para enconLrar esses casos de teste a. par ti r de um conj unLo inicial de testes. 
Os casos de teste que revelam modificações são os que revelam um comportamento 
difereme entre P e P ', onde P É o código original e P' o código modHicado. Entretanto, 
para selecioná-los seria necessário executar todo o conjunto de casos de teste para saber 
quais conseguem revelar as modtficações. 
A solução é selecionar aqueles casos de t.este que passam pelas modificações feitas no 
programa. os casos de teste que atravessam modificações, que mcluem os casos de teste 
que revelam falhas e que revelarn modificações. Assim, os Cabos de test.e que atravessam 
modificaçõe::; são aquelPs com maiores chances de revelarem defeitos. Na figura 3.1 é 
most,rada a telação entre as três diferentes classes de conJumo de casos de teste. 
Além das t.rês classes de conjuntos de tesLe definidos para este jramewo1·k, tem-se a 
cl!visão dos casos de testes em obsoletos e não obsolet,os. O" casos de leste obsoletos sã.o 
aquele:, que não serão reutilizados para as atividades dt: lesLe de regressão, enquanto que 
os casos de teste não obsoletos sào aqueles que serão reutilizado~. Ambos os casos de teste 
csLüo c~a racLerizados na figura 3.1. 
3.3. Frame~vork para Avalia~ão e Comparaçt-i.o deTécrúcas Seletivas rle Teste de Regressão23 
As i-rês classes de Leste descritas contribuíram para a especificação do framework pa.ra 
avaliação e comparação de técnicas seletivas para test.es de regressão por diverRas razões: 
• O rclactonament.o ent.re as três classes fornece subsídios para uma avaliação analítica 
das (écnicas de seleção de testes de regressão em termos de suas habilidades em 
selecionar ou evtt.ar a rejeição de ~est.es do tipo que revelam falhas. Apesar dessa~ 
técntcas t.erem por objetivo a seleção de casos de teste para satisfazer algum critério 
de teste, é razoável e importante avaliá-las em Lermos de suas habilidades de revelar 
falhas. 
• As três classes também podem ser utilizadas para distulguir t.écnicas de teste de 
regressão. MuiLa.s daquelas que são bru.eados em cóctigo tentam identificar testes que 
executam componentes alterados no programa modificado. 1\fuit.as tentam ser mru.s 
prectsas, eliminando do conjunto de tebt~. que executam os componentes alt.erados. 
alguns testes que claramente não causam saídas diferentes2 nos programas origmal 
e mod ificadu. 
• Para grandes s istemas, o conjunto de Lestes deve ser funcional, já que o objetivo 
do teste não é c0bertura de código de componentes. Qua.ndo o conjunto de testes 
é construído visando a cobertura de cód1go, pode fazer pouco sent.ido selecionar 
todos os t.cstes que passam através do componente, porque opena..:; alguns deles 
fornecerão essa cobertura. r..ras, quando os conJuntos de te. tes são func10nais , parece 
part.Icularmenr.e importante não omtl.Jt lestes do conjunto de teste$ do programa 
origmal que podem revelar falhas no programa modificado, mesmo que eles possam 
exercitar componentes que já foram ex.crci~a.dos por outros testes. 
A seguir serão apresentadas cada uma das medidas que compõem o fmmewvrk descrito 
em (Harrold & Rothermel Hl96), para LdJlLO se• á ut.iüzada a seguinte notação: 
P = programa original; 
P ' = programa modificado, 
!VI = técnica de sclcçã.o de teste de 1 egre&.ão; 
T = conjunto de lesl.es de P ; 
T' = conjuuLo de testes selecionados por M dado P , P ', e T . 
Inclusão 
Inclusão ruede a extensão com a qual a técnica de reteste seletivo escolhe o:;; testes que 
induzem o programa modificado a produzir ~aídas diferentes quanto comparadas àquelas 
do programa originaL Com isso. revela-se os d~feitos causados pcl~ modificaçõ~. 
'lTcstc que produ? o mesmo resultado quando cxccutarlo nas versões ba:.c e modtficada. 
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A definição de Inclusão relativa a um programa particular P , programa modificado P ' 
e conjunto de teste T , é como segue: 
D efinição 1 - Supondo que 1l' contenha n casos de teste que sejam do tipo que revelam 
modificações para P e P ', e supondo que M selecione m desses casos de teste, a inclusão 
de 1.\1 relativa a P , P' e T é: 
(1) a porcentagem dada pela expressão (l OO(m/n)) se n =f:. O ou 
(2) 100% se n=O. 
D efinição 2- Se para todo P , P' e T , a mclusão de M relativa a P , P' e T é 100%, 
então l.V1 é segura. 
Tanto a inclusão quanto a segurança são medidas importantes. Se M é segura então 
M seleciona todos os testes não obsoletos em T que são aqueles que revelam falhas para 
P ' . Se uma técnica de seleção d·~ teste de regressão 1\111 tem maior inclusão do que uma 
técnica 1\112, então M 1 tem maior habilidade em revelar falhas do que M 2. 
Precisão 
Precisão mede a habilidade de uma técnica em evitar a escolha de testes que não causarão 
saídas diferentes no programa modificado em relação ao programa original. 
A definição de Precisão relativa a. um programa particular P , programa modificado 
P' e conjunto de teste T , é como segue: 
D efinição 3 - Supondo que T contenha n casos de teste que sejam do tipo que não 
revelam modificações para P e lP' , e supondo que M orn.ita m desses casos de teste. A 
precisão de M relativa a P , P ' E' T é: 
(1) a porcentagem dada pela expressão (lOO(m/n)) se n =/: O ou 
(2) 100% se n=O. 
A precisão mede a extensão com a qual M evita selecionar testes que não causam um 
comportamento diferente no programa modificado. Em geral, quando compara-se técnicas 
de seleção de testes em termos de precisão, é possível identificar as técnicas que menos 
escolhem casos de teste desnece~sários. Ao comparar a segurança das técnicas de seleção 
em termos de precisão, pode-se identificar técnicas que se aproximam mais do objetivo de 
selecwnar exatamente os testes do tipo revelam modificações. 
3. 3. Fra.mework para A vali ação e Comparação deTécmcas Seletivas de Teste de Regressã.o25 
Eficiência 
A eficiência de uma técnica de seleção de teste de regressão é medida em termos do espaço 
e do tempo gastos para aplícar e avaliar ta.l técnica. Quando o tempo é considerado, uma 
técnica. seletiva é mais econômica que a técn ica de rete,ste total ( retest all) se o custo para 
selecionar T' é menor que o custo de executar os testes de T- T' (Leung & W hite 1991). 
A eficiência de tempo e espaço depende do tamanho do conjunto de testes que a técnica 
seleciona, a lém do seu cust.o computacional. 
A seguir são mostrados alguns fatores que influenciam na avaliação da eficiência de 
uma técnica de seleção: 
• Se as fases preliminar e crítica dos testes de regressão são realizadas (conforme seção 
3.1) ; 
• Se é necessário muito esforço humano durante os testes; 
• Se é necessário determinar cada componente modificado, removido ou adicionado 
ao programa original assim que ele aparece; 
• Se a técnica reavalia ou atuaLiza incrementa.lmente o histórico de testes depois de 
considerar cada modificação. 
Generalidade 
A generalidade de uma técnica de seleção de teste de regressão é a sua habilidade em 
funcionar diante diversas situações. Para avaliar uma técnica. quanto à generalidade, os 
seguintes fatores devem ser considerados: 
• Se a técnica. funciona para vários tipos de programas, com várias construções estru-
turais; 
• Se a técnica manipula programas com modificações realistas; 
• Se a técnica depende do ambiente de teste e de manutenção; 
• Se a técnica depende da disponibilidade de uma ferramenta de análise particular; 
• Se a técnica suporta seleção de teste de unidade (intraprocedural) ou de integração 
(interprocedural) . Na prática, teste de regre~ão é freqüentemente realizado com 
Lestes de integração. 
Generalidade poderia ser definida mais quantitativamente, porém Harrold & Rother-
mel (1996) preferem medir generalidade em relação às comparações qualitativas, já que 
julgaram-as suficientes para o framework. 
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3.4 Manutenção do Conjunto de Testes 
A deterioração do conjunto de t€'ste de regressãu é iuevitável c ocone por dtversas razões: 
modificações na interface da aplicação, suas capactdades e implementação. Dessa forma, 
os segumles ttpos de casos de teste da base devem ser descanadúS (Bmder 2000b): 
• Caso de teste quebrado: ~tquele que 11sa um código, componente ou interface que 
foi removida ou alterada, ou cujo resull.a.do é cornparad0 usando uma interface ou 
estruturo.. de dados que sofreu alteração. Esses casos de teste falham sem começar 
n. exf'CllÇào e devem ser removidos ou retrabalhados. 
• Ca.so de teste obsoleto. um caso de teste que é ac.cito pot um sistema sobre teste, 
porém não é mais apropriado porque seus requistt.os sofrer<~m alterações. Isso ocorre 
quando o hm1tes de determinada variável aumenl.a.J n de forma que um test.e anterior 
do limitante supE>rior continua executando com suc.es!>u. Porém, como o limitante so-
freu alteração, esse teste deixa de validar o verdadeiro limitante, inclusive exclujndo 
mcorrctamente valores quE' agora fazem parte dos limitames para a variável 
• Caso de teste incontrolável: aquele que é sensível à cnlradas ou estados com valores 
suspeitos, não sendo possível reproduzi-los nem mesmo no ciclo de testes inicial. 
• Caso ele teste redundante. dois ou mais caso~ de t~te são rec.hmdantes se suas 
cnt.raclas e saídas para umo:~. interface espedfica -;ão LdênL1ca.s. 
O seguinte procedimento dt:ve ser aplicado para manLer um conjunto de teste de 
regressão com um alto nível de eficiência (Binder 2000b): 
] . Executar o conjunto de teste da versão base em beta. Remover ou refazer casos de 
Leste quebrados ou obsoletos. 
2 Con ig1r todos os erros revelados. Se algum erro de baixa severidade não for corri-
gido. os mesmos deverão ser devidamente explicados ua documentação de casos de 
I este. Estes ca.sos que revelaram erros não corrigidos não devem ser removidos. 
3 Juntar os casos de teste de escopo de componente, desenvolvidos para as novas 
capacidades do component.e beta. com o conjunto Je lest.e base. 
4 Inslrumentar a versão beta usando um analisador de Cúbedura para mapear os 
canunhos ou segmentos dos casos de teste. 
5 Re-executar o conjunto de testes em beta inst.1 umcntado. 
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6. Analisar os ~cs~es que atravessam os mesmos caminhos de onLracla-saída. Verificar 
se exisLcm Lestes necessó.nos para rea.l1zar algum estado, detalhe de implementação 
ou uma dependência de suporte. Em caso negativo, remover Lodos exceto um dos 
testes cuja entrada e saída são idênticAS para um conjunto de segmentos ou um 
caminho entrada-saida. 
7. Se algum segmento, componente ou mLerf~:tce crítica. não é exerciLada, desenvolver 
um novo teste para l'llcançá-la. 
8. Re-executar o conjunto de teste na versão beta não instrumentada. Todos os testes 
devem passar Se não, executar e depurar o sistema sobre teste (ou os testes) até 
que Lodos passem. 
9. Verificar o conJunto de teste revistldo com o novo conjunto de testes bd.Se. Quando 
possível assocwr o conJunto de Lestes base com a nova construção do sistema sobre 
teste. 
3.5 Teste de Regressão para Software Orientado a 
Objetos 
Embora o problema de seleção de test.~ de regressão tenha sido amplamente discmido 
para software procedural, apenas nos último::; anos as pesquisa.c, estão sendo voltadru. 
para software orieutados a objetos (Rothermel & Harrold 1994). Dev1do a ênfase do 
paradigma de orientaçã.o a objetos ern rcuso, o C'usto do teste de regrE>..ssão sofre um 
sigmficativo aumento. Ao mesmo tempo, esse paradigma apresenta urn grande potencw.l 
para obtenção de <lconomia em r.este pelo uso de técnicas seletivas. 
O teste de software od enLado a objeto~ requer uma técnica para test~ de classes 
(Harrold et ai. 1992). Essa técnica invoca algumas seqüências de métodos em dnrer-
sa.s ordens e depois verifica se o estado resultante dos objetos manipulados pelos métodos 
está correto. 
Quando uma classe é modificada, as alterações decorrentes podem causar impacto 
em todas as a.plicaçucs que usam esLa classe, e em várias classes derivada.-; dela; logo, 
idealmente, todéts aplicações e classes derivadas devem ser retestadas. 
Conforme BiuJer (2000a), o teste de regressão de classe pode ser ut.Hizado em várias 
s1tuações: 
• Quando uma nova. ::;ubclasse é desenvolvida, é necessáriO re-executar os Lestes da 
superclassc na subclasse além de gerar nOYOS testes para est.a cl~e especialiZada. 
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• Quando uma superclasse é alterada, re-executar os t~.stes da superclasse nela e nas 
subclasses. Re-executar os testes das subclasses. 
• Quando a correção de um erro é completada, se o erro havia sido revelado por um 
teste, re-executar o teste- de agora deve passar. Então, faz-se necessário re-executar 
os testes para revdar efeitos não pretendidos da correção do erro. 
• Quando uma nova construção do sistema é produzida, isto é, uma nova versão do 
sistema. Um conjunto de t1~stes construído passaria se a construção for bem sucedida 
e não houver erros extraordinários. Um conjunto de testes tipicamente inclui testes 
que exercitam cada caract.erístka referente a primeira construção do sistema sob 
teste. 
• Quando uma versão do sistema está pronta e a versão final é gerada, contendo 
somente arquivos executáveis, código em local específico e os códigos de teste estão 
desabilitados (corno assertivas) . O conjunto de testes do sistema inteiro deve ser re-
executado para revelar os ·~rros introduzidos inadivertidamenl'e e os itens omitidos. 
3.6 Abordagens para Teste de Regressão 
Em Bi.nder (2000a) são determjnados cinco abordagens para a seleção de conjuntos de 
testes de regressão: total, baseada em casos de uso , por perfil, de segmentos modificados 
e no firewall. Essas abordagens (pattems) de teste são aplicáveis em qualquer escopo: po-
dem ser usada..s em desenvolvimE·nto iterativo, na instanciação de componentes reusáveis, 
e manutenção. 
Em todas as abordagens, os casos de teste do programa origem são reutilizados depois 
que os casos de testes obsoletos sào removidos . O resultado dos testes do programa origem 
são utilizados corno oráculo, e os testes do componente beta passam se a comparação dos 
valores encontrados com este oní.cuJo resultar em igualdade. 
Um componente beta pode induzir ao defeito por vários motivos, principalmente de-
vido a uma incompatibilidade, efeito colateral, ou interação indesejável. 
As abordagens de testes de r·egressão podem ser aplicadas quando as seguintes condi-
ções são satisfeitas: (l) o componente beta passa pelo teste de escopo do componente; (2) 
existe um conjunto de testes para o programa origem adequado; (3) o ambiente de teste é 
restaurado para a mesma configuração usada na execução do conjunto de teste da versão 
original. 
Os testes terminam quando: todos os casos de teste que não passaram revelam erros 
cuja presença e severidade são julgadas aceitáveis; e todos os casos de teste restantes 
passaram. 
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3. 6.1 Reteste total 
É a opção padrão, rnals ::;1mples e mais fácil. Possut o menor risco de perder uma falha de 
regressão. porém LOrna-1:1e proibitn·o em certas aplicações pelo tewpo e cu::;to de executar 
novamente todo o conjunto de testes. 
Cons1ste em re-executar todo o conjuntn de testes da versão base depois da remoção 
dos casos de leslc obsoletos (n.queles teste~ que não fazem mais sentido na nova versão, 
testam funcionalidade e/ou seqüências de testes que não existem maiS) . 
Diz-se que os te~tes passaram quando 11 execução dos casos de teste no sistema pro-
duz os mesmos resultados se comparados àquele::; obtidos na versão bASe. Ou seja, o 
sistema ainda atende as mesmas funcJOnalidacles. Dessa forma, o oráculo é mantido pelos 
resultados da execução dos testes na versão base 
Pode-se citar como conseqüências de retesLe total 
• lnclusã.o: como lodos os casos de testes da versão base são selecionados, essa abor-
dagem é segura 
• Prec1são: neuhum teste, cuja exee~~ção poderia não ocorrer , foi omitido. Por essa 
razão, é a menos precisa. 
• Eficiência.: reteste total tem o mais baixo custo de análise, mas o mat:, al lo cusw de 
execução quando comparado com as abordagem seletivas de tegressã.o. 
• Generalidade: pode ser aplicado em quase todas as Clrcunst.ânci<LS. A exccu<:ão dos 
testes é fácll e não requer quulqner anáh&e ou desenvolvimento especi~il. 
3.6.2 Reteste baseado em casos de uso de maior risco 
Essa abordagem faz uso de heurísticas baseadas em nsco para :;eleciona.r o conJunto de 
testes de regressão parc1al, o qual será aplicado posteriormente no teste do componente 
beta. 
Norma!meme, releste parcial é uLiuzad.o quando o tempo. pessoal ou equipamentos 
dtsponiveis não são suficientes para execut.ar toda a regressão. Em Binder {2000a) é posto 
o segumte que:::tionamento· como um subconJunto do conjunto de testes base pode ser 
selecionado sem uma análise detalhada da implementação? 
A seguir são definidos os critérios ele risco que podem ser uti lizados para a seleção de 
um subconjunto de Lestes :1 partir do conjnnto base: 
• Casos de uso suspeitos: seleciona Lestes para casos ele uso que rlepcndam do com-
portamento, dos obJetos ou de outros recursos que (1) são individualmente não 
está\·eis e náo provados, (2) não trabalharam JUntos antes, (3) implementam regras 
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de negócio complexas, (4) possuem implementação complexa, ou (5) foram sujeitos 
a grandes problemas durante o desenvolvimento. 
• Casos de uso críticos: seleciona testes para caso..:; de uso que são necessários para 
operaçõ~ seguras e eficientes. Para cada caso de uso, tenta-se identificar os efeitos 
de defeitos no pior caso. Omitir testes para aqueles onde um defeito pode ter níveis 
de severidade mais baixos. 
O objetivo dessa abordagem é omitir casoti de uso não críticos, de baixa prioridade ou 
a lLamcnLc estáveis, de forma a ~:atisfazer o prazo final on restrição de orçamento para a 
realização dos testes. 
Sendo assim, o procedimenLo adotado por essa abordagem é identificar, desenvolver e 
executar um conjunto de Lestes reduzido. Os testes passam se o sistema sob Leste produz 
rcsulLados idênLicos àqueles obtidos na versão base. 
Os cntéuos de entrada para esse procedimento são compreend1dos pelas seguintes 
condições: (l) o componente bet.a passou pelo teste no escopo de componente; (2) existe 
um conJunto de Leste base adequado; (3) o ambiente de lcsle foi restaurado para a mesma 
configuração usada para e.xecutar os testes na ver~ão bru:.e, caso isso não seja possíveL 
componentes podem apresentar comportamento incontrol.ível e o risco do. execução dos 
testes deve ser avaliada 
Como cri Lério de saída, esta abordagem apresenta. todo· os cru:;o~ de teste que não 
passaram revelam erros cuja presença e severidade são julgadas aceitáveis. E todos os 
demais casos de teste passaram, isto é. não resultaram na descoberta de erros. 
Releste baseado em casos de uso de maior risco t.êm um ri::;co moderado de perder 
fRJh~."i de regressão e gera lmente um ba.ixo cust.o de análise e instalação, sendo classificado 
quanto a::; métricas: 
• lnclusã.o. el"sa abordagem uão é segura porque os cn.sos de teste não são selecionados 
pela análise de dependências. 
• Precisão: alguns testes que podiam ser omitidos podem ser repetidos. 
• Eficiência: o tempo e custo assoc1ado com a identificação do conjunto de t.este de 
regressão reduztdo são desprezivets. Como a seleção é baseada em casos de uso 
(requJSttos) e não na.5 depmdências de implementl\çã.o. a análise pode ser feita sem 
análise de código ou conhecimento técoko profundo do ::;istema sobre teste. O tempo 
conl"iderado será. o de execução dos casos de teste e análise dos casos de uso. 
• Generalidade: pode ser aplicado em quase qualquer circunslância. e em qualquer 
escopo. 
3.6. Abordagens para Teste de Regressão 31 
3.6.3 Reteste por perfil operacional 
Essa abordagem seletiva usa o perfil operacional caso haja restrição de orçamento para 
selecionar o conjunto de testes de regressão parcial, executando esse subconjunto na versão 
beta. A grande questã.o a ser resolvida. é: como um subconjunto do conjunto de testes base 
pode ser selecionado de forma a fornecer maior fidelidade com o prazo final ou orçamento? 
Ela requer que o conjunto de casos de teste do programa base tenha sido desenvolvido 
considerando a Alocação de Testes por Perfil. A alocação de teste.s por perfi l tem por 
objetivo alocar todo o orçamento de teste, dividindo-o proporcionalmente para cada caso 
de uso conforme sua freqüência relativa . O princípio que motiva o teste sobre o perfil 
operacional é o seguinte: a freqüência de defeitos que aparece para o cliente/ usuário é 
diretamente relacionado com a freqüência de uso (Binder 2000a) . 
O procedimento adotado é verificar se todos os casos de uso críticos e variantes de 
casos de uso são incluídos no conjunto de testes de regressão, mesmo se eles ocorrem com 
uma baixa freqüência. 
O oráculo, no caso de reteste por perfil operacional, é fornecido pelos resultados da 
execução dos testes na versão base. 
Como critério de entrada, essa abordagem requer que o conjunto de testes da versão 
base seja desenvolvido ut ilizando alocação de teste por perfiL O teste de regressão pode 
começar qua,ndo: {1) o componente beta passa pelo teste ao escopo de componente; {2) 
existe um conjunto de teste para a versão base; (3) o ambiente de teste está restaura-do 
para a mesma configuração usada para executar o conjunto de teste original. 
O critério de saída é alcançado quando todos os ca..sos de teste que não passaram 
revelam erros cuja presença e severidade são julgadas aceitáveis. E quando todos os casos 
de. teste restantes passaram, isto é, não resultaram na descoberta de erros. 
Reteste baseado no perfil operacwnal tem um risco moderado de perder uma falha ele 
regressão, apresentando as seguintes conseqüências em relação as métricas: 
• Inclusão: essa abordagem não é segura porque os casos de teste não são selecionados 
pela análise de dependências. 
• Precisão: alguns testes que podiam ser omit idos podem ser repetidos. 
• Eficiência: o tempo e custo associado com a identificação do conjunto de teste de 
regressão reduzido são desprezíveis. Como a seleção é baseada em casos de uso 
(requisitos) e não nas dependências de Implementação, a análise pode ser feita sem 
análise de código. Se o perfil operacional já foi estabelecido, o custo de análise de 
seleção pode ser baixo. O tempo considerado será o de execução dos casos de teste 
e análise dos perfis operacionais. 
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• Generalidade: pode ser aplicado em nmiLas circunstâncias. Como a eficácia dos 
testes baseados em perfil diminui num ~.5copo menor, essa técnica é mais adequada 
pra testes de escopo de sistema de aplicações. para as quais um perfi l operacional 
preciso pode ser dest>nvoh;do. 
3 .6.4 R eteste baseado em segm Emtos modificados 
Usa a análise de códigos modificados para a seleção de conjunto de ~esLes de regressão 
parcial e execuLa esse subconjunto na ver:,;ão beta. Essa abordagem procura resolver a 
seguinte questão: como um subconjunto do conj11nto de testes base pode ser selecionado 
usando análise automatizada de código? 
Essa abordagem pode ser aplicada no escopo de classe, clnster ou subsistema e depois 
na manutenção, para reuso. e durante desenvc,Jvimemo iterativo. 
O critério de emrada é composto por: (1) componente beta que passou pelo teste no 
escopo de componente; (.2) um conjunto de testes para a versão base; (3) um ambiente de 
teste restaurado para, a mesma configuração usada. para execução dos testes na versão base, 
tse 1sso não for possível os componentes podem apresentar comportamento incontrolável e 
o risco da execução dos testes deve ser avali.adu. 
A seleção de testes de regressão baseados elll implementação concentra-se em encont rar 
tc>stes do conJunto base que revelarão falhas ele regtessão na versão beta. Uma falha de 
regressão deve ser relacionada com um segmento de código novo, alterado ou removido. 
Os testes do conJunto base são selecionados pela cornpaTação de cada segmento no cócUgo 
base e no componente beta através da utilização de um algoritmo de percurso em grafos, 
Já que as declarações de cada uma das versões da cbsse são representadas por grafos. 
O procedimento de Leste adotado nessa abordagem é composto por cinco pnssos, de-
finidos como segue: 
1. Obter um relatório de análise de cobertura que liste os casos de t~Le e quais seg-
mentos do s1stema sobre t.E~te são exercttarlo~ em cada um destes ca~os; 
2. Extrair pares com a identificação de ca.da segmento e a Identificação do caso de 
teste que exercita esse segmento. Pode ocotrer maiS de um registro para o mesmo 
segmento, pois mais de um caso de teste pode exercitar determinado segmento do 
sistema sobre teste, resultando no arq11 ivu TestPBloco.txt; 
3. Usar uma ferramenta de controle de alterações para relacionar a.« diferenças ent re 
a versão base c o. beta. E~m cada reg1~Lro deve e.."<istir um número que identifica 
o segmento e o tipo de alteração. mesmo, novo. alterado ou remov1do. Como 
resultado , deve-se obter 'Wll arquivo (AlterucaoBloco.txt) com a união de lodos 
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os blocos que identificam os segmentos e sua classificação em relação ao tipo de 
R.Jteração que ocorreu; 
4. Concatenar os rcR11lt.ados do posso 2 (arquivo TesteB ioco.~xt) e 3 (arquivo AlLc"-
racaoBloco.txt), ordenar as inform~ções por segmento e casos de teste e gerar um 
arquivo: DeltaOrdenado. txl; 
5 A lista de testet> que devem ser usados e desprezados nos lestes de regressão pode ser 
obtida da lista do passo 4. As regras para seleção são simples: testes classificados 
como 'mesmo' devem ser desprezados, enquanto aqueles classificados como 'alterado' 
ou ' remoVldo' de\·em ser incluídos Os outros classificados como 'novos' não devem 
ser considerados, porque não sã.o considerados no teste de regressão, sã.o segmentos 
que não existiam na versã(l base, logo não existem c·osos de teste que os exercitem 
Desta forma, todos os casos de teste que forem cons1derados incluídos fo rmarão o 
conjunto selecionado de lestes para regressão. 
Como oráculo para essa abordagem são utilizados os resultados da execução dos testes 
na versão base. Des~e modo. se o s1stema sob teste fornece os mesmos resultados na 
execução dos testes de regressão em relação àqueles gerados na execução dos testes na 
versão base, o teste p~&ou. 
Os testes terminam quando todos os casos de teste que não passaram revelam falhas 
Cli.Ja pte.st:nça e severidade são aceitáveis, com os demais Lestes apresentamlo execução 
com sucesso. 
O modelo de alteração de código básico não considera fluxo de dados, fluxo de controle, 
ou outtd.s dependências Também não considera expliciLamente os efeiLOb de herança e 
ligação dinâmica. 
• Inclusão: todos os Lestes da versão original que podem produzir resultaclob diferentes 
são selecionados. portanto Retestc bMeado no cód1go modificado é seguro 
• Prec1são: enthora poucos testes que poderiam ser omtltdos sejam incluídos, essa 
abordagem é considerada a mats p1 ectsa das estrat.égtas de regressão parcial dent.re 
os testes caixa-branca (Harrold & RoLherme11998), uma. vez que os testes origina1s, 
que exercitam cód1gos não alterados, não são selecionados para o retesLe. Essa ca-
racrerística pode reduzir signHicativamente o custo dos testes em relação a extensão 
das alteraçõe&. 
• Eficiência. a computação está relncio!lada com a ordem de tamanho do conjunto ele 
testes original vezes maior número ele segmentos modificados en~re o original ou o 
componente beLa. Já o custo direto da análise e configuração pode ser menor caso 
seJa automat1zatlo. 
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• Generalidade: Reteste baseado em segmentos modificados pode ser aplicado no 
escopo de classe e requer que o programador tenha. habilidades para. analisar o 
código e ferramentas relac10nadas. 
3.6.5 Reteste no firewall 
u~a. análise de dependência de código para selecionar conjunto de testes para regressão 
parcial e executa esse subconjunto na versão beta. Procura responder a seguinte questão: 
como um subconjunto do conjunto de testes original pode ser selecionado utilizando de-
pendência de código? 
Esse padrão é aplicável em escopo de classe, cluster ou subsistema, depois da manu-
tenção, para reuso e durante o desenvolvimento iterativo. 
Um firewall é um conjunto de componentes cujos casos de testes serão incluídos num 
teste de regressão. É considerado um limite imaginário que engloba o conjunto de módulos 
que elevem ser retestados, em função das alteraqões que as classes ou objetos sofreram. 
Um conjunto .firewall é identificado pela análíse das alterações que cada componente 
do sistema sob teste e das suas dependências com outros componentes. Cada par de 
componentes, A e B , é analisado, pois um dos dois ou ambos podem ter sofrido mudanças . 
Urna mudança pode ser de contrato ou de implementação: 
• Uma mudança de contrato altera a interface externa de um componente e/ ou o 
contrato visível externamente de urna classe. 
• Uma mudança de implementação são as demais: todas as outras alterações na im-
plementação de uma classe não são visíveis para os clientes dada..'> as regras de 
encapsulamento de uma linguagem particular usada pelo sistema sob teste. Uma 
alteração de implementaçii.o não afeta a interface externa ou o contrato de uma 
classe visível externamente. 
A dependência de relacionamento entre cada par de componentes é usada para seleci-
onar casos de teste do conjunto de testes original, segundo (Binder 2000a). A expressão 
B usa A refere-se a um dos quatro relacionamentos entre códigos: 
1. B é um cliente de A , ou seja, um objeto do t ipo A é declarado em B ; 
2. B tem um ponteiro para A , possivelmente usado para acessar membros de uma 
coleção; 
3. B usa um objeto da classe A como um argumento num parâmetro de um método; 
4. B é uma classe gf::!nérica e usa A como um tipo de parâmetro. 
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O criLéno de cmro.da c saída desse padrão é idêntico o.o dos outros padrões apresenta-
dos. 
O oráculo tnrubém é obLido a partit dos resultados obtidos quando da execução do 
conjunto de testes Ha versão base. Logo, se o sistema :sobre teste produz os mesmos 
resultados na execução dos testes de regressão em relação àq ueles apresentados quando 
fo1 executado na versão base, os testes passam. 
São conseqüências do padrão de reLest.e no firewall: 
• f oclusão: todos os testes da versão original que podem produzir resultados diferentes 
são selecionados, portanto, RetesLe no fiTewall é segmo. 
• Prec1são: poucos testes que podcuctm ser omitido são incluidos. 
• Eficiência: no pior CMO, a computação é da ordem de lamanho do conjunto de testes 
origmal vezes o maior número de componentes entre o original e o componente beta. 
Já o custo direto da análise e configmação pode ser menor, se automatizado, porém 
~ ferramentas também tem um cusLo indtreto. Reteste no .firewall não garante 
qualquer tempo ou redução de custo. 
• Generalidade. Rete:ste no fire.wall é apHcável no escopo de classe . 
Na tabela 3.1 são comparados o custo relativo e o nsco das abordagens de teste de 
rcgtcssão descritas nessa ~eção. 
As abordagens Rctcste ba<>eada em casos de uc;o de ma10r risco e Retestc por perfil são 
eslro.tégins caixa-preta., onde a seleção do conjunto de lestes é feita pela análise de relações 
independente de implementação, requisito:; e capacidades, produzindo um conjunto ele 
test.es não seguro. 
Já as abordagens Re\.est.e de segmentos modificados e Reteste no firewall são es-
tratégictS caixa-branca para regressão parcial que requerem análise de dcpendencia de 
implementação e produzem conjuntos de testes seguros. 
Algumas das aLividodes apresentadas na tabela merecem um esclarecimento: Remoção 
de C(lso.s de Lestes obsoletos envolve a tnanutençã.o do conj unto de testes; c Anáhse de 
dependéncw,s é rela t.iva as abordagens que consideram a dependência entn:.: componentes 
e o custo gerado por <"A~la atividade. 
3. 7 Limitações dos Testes de R egressão 
Test.e de regressão tambóm possui suas limitações, po1s não é um método nutosuficienLc 
para te::.tar um sistema 
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Cu&to e Risco das Abordagen:. de Teste de Regressão 
Reteste Reteste Retcste 
Atividade de Teste Reteste baseado em baseado Reteste com baseado 
de Regressão total caso de uso em perfil firewall em código 
de alto risco operacional modificado 
Escopo Sistema Sistema Sistema CJ.uster Classe 
-
Remoção de casos bai.;dssimo ba.ixíssJ mo baixfssirno baixíssimo baixíssimo 
de testes obsoletos custo custo custo custo custo 
Análise ele de- baixíssimo à baixissirno à 
-
- -pendências médio custo médio custo 
Remoção de baixíssimo baixfssimo casos 
- - - à mais alto à. mais alto de teste obsoletos 
custo custo 
Remoção de casos baixíssimo baL-.císsimo 
de teste red undan- - - - à mais alto à mais alto 
tes custo custo 
Configuração da baixíssimo baixo custo baixo custo baixo custo baixo custo 
execução dos testes custo 
Custo do projeto de 
teste 
maü; baixo baixo baixo mais a lto alto 
Custo de execução mais alto orçamento orçameiJto tamat1ho do tamanho de 
de teste limitado limitado firewall beta 
Avaliação de ne- baixo custo menor custo menor custo 
nhum teste passado menor custo menor custo 
Rísco de omissão mais baixo moderado moderado baixo baixo 
Seguro? sim não não sim sim 
Tabela 3.1: Comparação de custos e riscos das abordagens de teste de regressão. 
Te~te de regressão não diminui a neces:;;idade de desenvolvimento e execução de testes 
de funcionalidades novas ou alteradas no escopo de componente ou sistema (Binder 2000a) . 
Quando um conjunto de tes1;es pode ser reusado como um conjunto de testes de re-
gressão, esse conjunto não será mais eficaz como conjunto de testes primário. 
Um conjunto de testes de regressão não tem a mesma meta de cobertura do que os 
testes primários, dessa forma, teste de regressão não deve ser usado como único meio para 
testar um software. 
Além disso, o uso de um conjunto de testes primário inadequado como conjunto de tes-
tes de regressão não vai melhorar a eficiência do conj unto de testes. Se os testes primários 
não conseguem uma cobertma adequada, então re-executar os testes como conjunto de 
testes de regressão não deve conseguir cobertura mais alta. 
Capítulo 4 
Trabalhos Relacionados 
Neste capítulo são apresenLados algun:-; trabalhos apresentados na literaturft que abor-
dam propostas de técnica..c; seletivas para teste de regressão, e que também apresentam 
preocupações com a melhoria da testabihdade de software orientados a objetos no que se 
refere ao rctesLe desses sisLemas. 
No final, será apresentada uma t abela com a cotnparação do:s trabalhos descritos. 
4 .1 Chen , Probert & Sims 
No trabalho de Chen. Probert & Sims (2002) é n.p1esentado um método para seleção 
de teste de regressão baseado na espectfkaçào e em análise de nsro. Para 1 eptesentar o.:. 
requiSitos baseados nas caract..erísticas c comportamentos desejados pelo cliente os autores 
ultlizarn o Owgrama de Ativ1dades (da UML - Umfied Modeling Language). O Diagrama 
de Atividades é bastante usado para projeto de sistemas, e mostra-se bom para descrever 
comportamento de sistemas e fluxos de trabalhos. 
É apr&cntado um processo para identificar os casos de leste afetados para a realização 
do teste de regressão que f01 cla...~ificado em dois Ltpos: {1) testes cbrigidos (Targeted tests) 
que garantem que requisitos imporLanLes exigidas pelo cliente ainda são adequadamente 
aLendidas pelo. nova versão do sistema.i e (2) Lestes de segurança (Safety tests) direcionados 
a n sco. visam garant ir que áreas com potenctal problemas sejam devidameme testadas. 
No teste baseado em espPcificação é necessário conhecer quab casos de te.:.Le verificam 
um dado requisito. Os casos de teste podem ser destgnados com base no:; requis1to~ 
representados no diagrama. de at.ividadet>, dado que cada caso de teste corrcsponde um 
cruninho específico no grafo representado pelo diagrama de atividades. 
Uma matriz de rast.rea.bilidade (que relaciona casos de teste e requís1Los) deve ser 
montada de forma que para cada nó ou arco do diagrama de attvida.des Rejam listados os 
<:asos de Leste que o excclltam. 
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Dependendo do tipo de alteração no sistema: de especificação ou de código, verifica-
se se o comportamento do sistema sofreu alteração e conseqüentemente se o diagrama de 
atividades precisa ser atualizado para servir de entrada para a seleção do conjunto de teste 
de regressão. Somente quando .1-lterações de especificação são identificadas, o diagrama 
de atividade sofre atualização para. refletir o novo comportamento do sistema. 
A técnica de seleção de teste de regressão apresentada é baseada no diagrama de ati-
vidades que é semelhante a um grafo de fluxo de controle (CFG), porém os nós descrevem 
u,tividades ao invés de instruções como no CFG. Dessa forma, os autores aplicam o algo-
ritmo baseado em grafo de fluxo de controle proposto por (Rothermel et al. 2000) e depois 
que todos os arcos afetados são identificados, eles são usados para selecionar os casos de 
teste (testes dirigidos) . 
Já para selecionar os casos de teste para os Testes de Segurança é realizada uma 
análise de risco. O modelo de a-nálise de risco é utilizado para medir quantitativamente a 
qualidade do conjunto de teste, complementando os testes dirigidos; servem para garantir 
que o sistema não seja entregue com falhas residuais que levem a defeitos graves em fase 
de operação. 
Para essa técnica, que é orientada a cliente e também baseada em risco, o conj unto 
final de teste de regressão será compo;:;t.o pela união dos Testes Dirigidos e os Testes de 
Segurança. 
4 . 2 Rothermel, Harrold & Dedhia 
O trabalho proposto por Rothermel et al. (2000) apresenta uma técnica de seleção de 
teste de regressão para software orientado a objetos, mais especificamente para software 
desenvolvido em linguagem C++. A técnica propõe a const rução de um grafo (fluxo de 
controle) para representar um software, e faz uso dele para selecionar os testes, do conjunto 
de teste original , que executam código que foi alterado na nova versão do software. 
Trata-se de uma técnica estritamente baseada em código que seleciona testes usando 
as informações reunidas com a análise do código, e não requer nenhum conhecimento do 
método usado para especificar ou testar inicialmente o software. 
O grafo de fltL'<O de controh~ (CFG) par~L um método P contém um nó para cada 
instrução simples ou condicional em P e os arcos entre nós representam o fluxo de controle 
entre as instruções. 
Para a. representação de um fluxo de controle que representa as interações entre 
métodos que possuem um ponte- de entrada único, foi proposto o grafo de fluxo de con-
trole interprocedural (lCFG). Um ICFG contém um grafo de fluxo de controle para cada 
método em P, com cada local de chamada de um novo método representado com um par 
de arcos denominados call e rebtrn. Cada nó de chamada é conectado ao nó de entrada 
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do método chamado pelo arco calt, c cada nó de ~a.ida é conectado ao uó de retorno do 
método que chama por um arco return. 
Uma classe (método ou programa) deve ser instrumentada, para que o caminho per-
corrido no grafo ao executar um caso de teste seja guardado. formando uma tabela que 
relaciona a execu((ão de um 1.este com os arcos que são atravessados por ele. 
O modelo de Leste de regressão apresentado no trabalho considera duas fases d1stinLas 
rle teste de regressão: fase preliminar (começa durante as primeiras rnses de desenvolvt-
mento do software), e fase crítica (quando realmente começa a fasl.! de Leste ele regressão, 
uma versão do c;of"Lwn.re está disponível no ambiente para testes). 
Para a seleção rlo conjunto de teste de regressão foi proposto um algoritmo símiliar ao 
apresentado no capítulo 6, ilustrado na figura 6.9. 
A seleção de testes de regressão para cl~--ses modificadas ou derivadas em C++ é feit.a 
através de um grafo de Buxo de controle de clru:;sc (CCFG), que é uma coleção de grafos 
de fitLxos de cont10Ie individuats para os méLodos na classe. no qual os locais de chamadas 
são expandidos e conectados em chamadas de métodos ela mesma forma que em ICFG. 
Além disso, é adicionado uma estrutura (abstração de um programa rlrive1) ao lCFG para 
formar o CCFG . Essa P~trutura é composta micia,lmente por nove vérl;iccs que depois são 
conectados aos grafos de fluxo de controle rl<' cada método da classe. 
A mesma rcprcsent,ação, CCFG, é utilizada para. classes derivada::,. Essencialmente, 
cada CCFGs herda o CFG-s das classes bases. 1ncluindo novos CPGs pnra representar 
métodos novos ou redefinidos. 
Após a cnação do gntfo que representa as classes, o algoritmo é aplicado para encontrar 
o conjunto de teste de regressão para elas. 
Essa Lécnica é <tplicó.vel para classes modificadas c derivadas, e para programas aplica-
Li vos que usam as classes modificadas, pois seleciona casos de teste do conjunto de teste 
existente que executa código modificado em C++. 
4 .3 Harrold et. a l 
Nesse trabalho f01 proposta uma técnica de seleção de teste de regressão ~egura que, 
baseada no uso de uma representação adequada, manipula as característlctiS da Linguagem 
.Java (Harrold & el.. al 2001), tais como polimorfismo, ligação diuâmica e manipulação de 
exceção. 
Foi adaptada dfl. técmca baseada em algontmo de caminho em grafo dLscutido em 
(Harrold & Rothermcl 1 997) e (Rothermel et ai. 2000). onde é utilizada uma representação 
baseada no fluxo de cont10le da versão original e modificada do sofLware para seleção de 
casos de teste a serem reaplicados. 
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O grafo proposto nessa nova técnica representa eficientemente características da lin-
guagem Java; o algoritmo de caminho no grafo seguramente seleciona todos os casos de 
teste no conjunto de teste original que podem revelar falhas no programa modificado. 
Outra novidade dessa técnica é que o modelo representa (sobre certas condições) os 
efeitos de partes não analisadas do software, como bibliotecas (libraries), possibilitando o 
u:::;o para uma seleção segura do conjunto de teste de regressão de aplkações sem necessitar 
ele análise completa de biblioteeas que esses aplicativos uti]jzam, por considerar-se que 
as bibliotecas são externas, embora utilizadas pelo programa sobre teste, elas não fazem 
parte elas modificações. 
Para representar de fo rma adequada um programa em Java, foi proposta uma extensão 
ao grafo de fluxo de controle para. urn procedimento simples- CFG (descrito na seção 4.2) . 
A nova representação gráfica denominada Java, Interclass Graph - JIG permite representar 
programas escritos em outras li nguagens orientadas a objetos que não apenas Java. O 
JIG manipula cinco tipos de características de Java: (1) informações de tipo de variáveis 
e objetos; (2) métodos internos E: externos (aqueles pertencentes a métodos de classes não 
analisadas pela estratégia): (3) interações interprocedurais como chamadas para métodos 
internos ou externos a partir de métodos internos; (4) interações interprocedurais como 
chamadas para métodos internos a partir de métodos externos; e (5) manipulação de 
exceção. 
O algoritmo para percorrer o .JIG e identificar os arcos afetados é similar ao apresentado 
no trabalho (Rothermel et ai. 2000) que caminha num CFG de um procedimento, que foi 
apresentado na seção 4.2. 
Nesse trabalho também é deEcrito o sistema RETEST (Regression-Test-Selection Sys-
tem) que implementa a técnica proposta para seleção de teste de regressão para Java. 
O RETEST é formado por três componentes principB.is: Profiler, que colhe informações 
dinâmicas; um componente ele análise estática. denominado Deja VOO para identificar 
as partes afetadas pelas modificações ao comparar duas versões de um programa, e um 
componente de seleção de teste SelectTests. 
Com o uso do sistema RETEST os a.ut.ores demonstraram uma redução significativa 
no conjunto de teste de regressã·) para os estudos realizados. 
4.4 Granja & Jino 
No trabalho de Granja & Jino (1999) são discutidas duas técnicas de teste de regressão: 
uma técnica seletiva que identifica. as modificações estruturais e seleciona o conjunto de 
casos ele teste que as exercitam (baseada na família de critérios de potenciais-usos); e a 
segunda técnica engloba procedimentos para atividades de teste e de teste de regressão. 
Uma família de critérios de teste estrutural Potencial-uso é baseada na análise de flu.'<o 
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de dados, o que impüca na análise enLre um reqnisito de associação ou caminhos entre 
uma definição e os usos (referências explicitas) de uma variável a ser exercitada. 
Para a seleção de teste de regressão n técnica baseada em cntérios potencial-uso iden-
tifica as modificações no progtama: alterações de fluxo de controle, alterações de fluxo de 
dados e alterações que não afetam <.lados ou fluxo ele controle. 
A sele~ão elos elementos requendo~ pa1 a o conjunto de Leste de regressão é recilizado em 
duas fase.<.: na primeira, é determinado o escopo de modificações pelo critério de potencial-
uso; e na segunda, os elementos requendos do programa modificado são classificados c 
é estabelecida a equivalência ou equiva lência-potencial em relAção ao programa original, 
criando Lrês grupos de elementos requeridos: preservados. ret<'stáveis e removidos. 
Para a se-leção de T' em relação ao conjunto original T, a técuica classifica cada caso de 
teste origmal em um do~ t.rês conjunlos conforme um dado cnténo c: reu5avel, retestável 
ou obsoleto. Ci-l.da um rios conjuntos são baseados na classificação prév1a dos elementos 
requendos. O conjunt.o mictal de test.e de regressão T ' será composto apenas pelo con-
junto classtficado como retestável. Já que apenas o conjunto de casos de teste retestável 
exercitam pelo menos um elemento requerido retestável no programa modificado, Jogo ao 
ser aplicado no programa modificado t.em chances de produzir resultados dLfcrentes do 
programa ongmal. 
Após a execução de T ' para o programa modificado, seus resultados são analisados de 
acordo com a especificação do programa modificado. 
Quando necessário, uovos casos de Leste T" si'io projetados e executados. E depois os 
resultados também devem ser anahsados. 
Como últm1a atiVIdade do processo seletivo deve ser realizada a manutenção do con-
JUnto de Leste de regressão. Isso deve ser feito ele forma que o conJunto final seja composto 
pelos casos de teste reusávcis (T - T') mais o novo conjunto c.lc casos de LcsLes Novos e 
Retestávcb (T' + T" ). Os casos de t.este obsoletos e redundantes devem ser removidos do 
conjunto de Leste. 
A técnica proposta tem por obJetivo selecionat um conj umo rle casos ele Leste reusável, 
para investigar as possíveis funcionalidades modifica.das de um programa e fornecer uma 
boa cobertura estru tural dos elementaR requendos. 
Cada caso de teste do programa onginal pa::;sa a ser representado por Ltma tupla-
3 < TC, RE(c), F > compost.a por: um caso de leste TC, tmt conjunto de elementos 
requeridos RE( c) executados pelo casu de teste dado um critério c, e F é a funcionalida.dc 
testada por TC. RE(c) contém todos o:s elementos e~truturais requeridos exercitados po1 
TC para exrun in ar a funcionalidade F. 
Assim, para cada lupla-3, a funcionalidade F de um programa origmaJ é preservada 
se cada elemento requerido em RE(c) tem um equi valente no programa modificado que 
pertence aos elememos requeridos preservados. Da mesma forma, uma funcionalidade F 
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é possivelmente modificada se houver, pelo menos, um elemento requerido em RE(c) que 
possui seus equivalentes-potenciais no programa modificado classificado como retestáveL 
Uma funcionalidade F é removida, se todos os elementos requeridos em RE(c) são classi-
ficados como removido no programa modificado. 
A classificação das funcionalidades dos programas modificados é a tarefa mais im-
portante nessa técnica. Além disso, faz-se necessário estabelecer uma relação ent re cada 
funcionalidade e seus casos de teste para manter os testes de regressão. 
Os autores destacaram que muitos fatores podem influenciar no resultado dessa técni-
ca, pois o tipo de modificação e a localização da modificação no programa, além do modelo 
do grafo de fluxo de cont role (expandido ou contraído) podem influenciar no tamanho dos 
elementos requeridos retestáveis e no conjunto de casos ele teste reusáveL 
4.5 Wang, King & Wickburg 
Em Wang, King & Wickburg (1999) foram identificados t ipos de manutenção ele software e 
classificados no escopo de manuttmção de software baseados em componentes. Um método 
prático baseado em mecanismos de teste embutido foi proposto para o desenvolvimento 
de software fácil de manter ( mcLintanable), a partir da implementação de componentes 
BIT. 
Teste embutido ( Built·in Tesi~) , segundo os autores , é um novo tipo de teste de software 
orientada a manutenção, o qual é explicitamente descrito no código fonte do software como 
funções membros para realçar a característica de manutenção do software. O teste de 
software convencional está focado na geração de teste para sistemas existentes, enquanto 
o método BIT preocupa-se em eonstruir testabilidacle para o sistema, por isso o teste e 
manutenção do software devem :5er cont idos no próprio software. 
O software voltado pa.ra manutenção pode ser executado de dois modos: normal e 
de manutenção/teste. Na execw;:ão normal, o software tem o mesmo comportamento do 
componente original, o que ocorro?. quando apenas funções membros normais são chamadas. 
Na execução em modo de manutenção e test~~, os mecanismos BIT são ativados através 
de chamada.'3 de funções membros BIT incorporadas ao componente. 
Um protótipo de objeto com teste embutido é desenvolvido como mostrado na figura 
4.1, onde as declarações de testEl sáo incluídas na interface do objeto e os casos de teste 
na sua implementação, tornando-se padrões da estrutura do objeto. 
A principal característica dessa técnica é que os casos de teste podem ser herdados e 
reutilizados do mesmo modo que qualquer outro código em sistemas orientados a objetos 
convencionais. Assim, os mecanismos BIT podem ser reutilizados toda vez que houver 
necessidade de reteste e manutEmção do componente, além da possibilidade de reuso e 
herança desses mecanismos pelas classes derivadas. Isto é possível porque os mecanismos 
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Classe nome_da_classe { 
//Interface 
declaração de dados; 
declaração do construtor; 
declaração do destrui OI , 
declaração das funções: 
declaração dos testes; //Mecanismos BIT 
I /Im plementação 
constr utor; 
destrutor; 
funções: 
casos de teste; //Casos de teste BIT 
} ObJeroTestável; 
Figura 4.1: Um objeto com mecanismos BIT. 
:são embultdos nas clas::;c.':l como funções membros, ass1m se uma nova clas::.c fot desenvol-
Vlda, eln pode herdar dtret.amente os mec.-1.rnsmos BIT como funções membros normais 
(Wang , King, Court., Ross & Staples 1997). Existe apena::; a necessidade de incorporar 
novos testes embutidos à. classe derivada para testar at'i a lterações realizada~. 
Os beneficios ele meranismos de BITs para manutenc;ão auto-contido;.;, tanlo manu-
tençã.o de software correttva, adaptaLtva, perfeccionista, prevent.i,·a e reengcnhana., é que 
esses processos podem ~e r stgnificativamenLe simplificados ( Wang et al. l 999). 
4.6 Kung et. al 
1o ltabalho proposto em (I<ung et a l. 1996), foi definido um método pa ra Identificar os 
t.ipos de a lterações de classes em program~ orientados a Objet.os a part1r de um gra.fo 
de relação de objetos. O grafo reLra.t.a. as relações de herança, agregação e a.s.'>ociaçào 
exislentes no programa orientado a obJetos a ser testado. 
O modelo ele teste tle regressão fo t desenvolvido pa ra capturar e rl:!pl esentar relações 
complexas e interdependências entre váriat-i partes de um programa em C++. Ele consiste 
em três tipos de cüagrama:.· 
1. dictgrama de relnção de objetos (ORD - Object Relalwn Diagram), que facilita o 
cnlPndirnenLo de relações de he1 ;'l.nça, agregação e associação entre da.sses e sua.'l 
dependências. É usado para identrficar as classes A.fetadas pela a.l teraçã.o de uma 
ou mais classes e gerru uma ordem ele Leste com cusLo eficaz para Lest..ar as classes 
afetadas. 
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2. diagrama de ramificações de blocos (BBD - Block Branch Diagram), que é usado 
para facilitar o entendimento da interface e estrutura de controle de uma fw1ção 
membro de urna classe, bE·m corno suas relações com outros ítens de dados (como 
dados globais, dados de classe) e funções membros de classes. 
3. diagrama de estados de objetos (OSD - Object State Diagrarn), é projetado para 
capturar o comportamento dinâmico do objeto ele uma classe, incluindo estados do 
objeto e suas transições. 
No trabalho é descr ito como llS alterações possíveis em programas orientados a objetos 
(alterações de dados, de métodos , de classe e bibliotecas de classes) podem ser identificados 
e representados. 
A técnica proposta, denomina.da técnica ORD, instrumentao código para reportar as 
classes exercitadas pelos casos d•3 teste. 
Após uma alteração ser reali:~ada num programa 00 , os testes de regressão envolvem 
reteste de componentes em difmentes níveis: membros de classes, classejobjeto, sub-
sistema e sistemas. Porém é necessário identificar aqueles componentes afetados pela 
modificação para realizar o ret.este, de forma a diminuir o esforço e tempo do teste de 
regressão. Os autores definiram um "firewalt para uma classe C como sendo um con-
junto de classes que diretamentE são dependentes de C ou que podem ser afetadas pelas 
alterações em C (em virtude de herança, agregação ou associação) . Quando a classe C é 
modificada, a técnica ORD seleciona todos os testes que foram determinados através da 
instrumentação para exercitar uma ou mais classes do "firewalf' para C. 
Depois da identificação do ''firewalf' da classe alterada, o testador p recisa retestar 
cada classe a nível de unidade e de integração. Porém, para teste de regressão o número 
de stubs e drwers necessários para realizar te.stes nesses níveis exige um grande trabalho e 
o custo é alto. Nesse t rabalho foi proposto um algoritmo que usa uma estratégia de teste 
denominada Ordem de Teste ( t€st or·der) que serve como um mapa detalhado no reteste 
da classe e no teste de reintegra<;ão para a redução do custo de teste. 
O algoritmo seleciona todos os testes associados às classes do "firewall' independente 
dos testes efetivamente executar o código alterado, ou código que tem acesso às alterações 
de dados elo objeto. 
O algoritmo proposto para gerar a ordem elos t.estes pode ser aplicado em grafos 
acíclicos ou cíclicos. 
4.7 Jang et. ai 
No trabalho de Jang, Chae, Kwon & Bae (1998) é proposta uma estratégia para análise de 
impacto das alterações na hierarquia de classes a fim de diminuir o esfon,:o e o tempo para 
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retcslar programas modtficados pela seleçiio ~omente das partes que podem ser afetadas 
pelao.; modificações. Para a identificação dM partes a serem rete::;tadas é utilizada a análise 
de impacto das alterações. 
Esta estratégia é baseada em firewall de classes, e objeLiva red uzir significa.t.ivarnenLe 
o esforço de retesr.e por considerar funções membros como um teste de unidade 
PritneiramenLe são definidos casos base para r.raLar do:. impactos das modificações 
él.':isociadas com válias <.:aracterístic<:~S de orient.ação a objetos, tais como· herança, ligação 
dmànuco. e encapsulamento, e são relacionados a um firewall correspondente para cada 
cn.so base. Depois é realizada a cla:ssificação dos tipos de a.l teraçào que podem ocorrer em 
cada nível de um dado, urna função membro, uma classe e urna relação de herança e é 
const.ruído um firewall para cada tipo utilizando estes casos base 
As relações de dependência dos membros das classes são ilustradas num grafo de de-
pendênda de membros (Member dependancy graph- MDG) que é uma extensão do grafo 
de classes proposto em (Hn.rrold et al. 1992). Porém, ncsLe Lrabalho sR.o cobert as mais 
caré1ct.erísticas de orienta.ção a objetot: e investiga os vários njveis de altcro.çào, conse-
guindo tdent.ificar mats precisamente as partes afetadas pelas alterações. No MDG são 
adictonados nós para representar uma classe e funções membro virtuais/ não virtuais e 
arcos pa.rn. representar a relação de hernn<:a, dependêncm de controle. definição de dados 
e dependência de uso. 
Para cada tipo de alteração das funçõe~ tnembro, dados, classes e relação de herança 
numa hierarquia de classes é definido um firewatl correspondente a cada tipo usado nos 
casos hase previamente de&envol\'ldos Para a construção de cada um dos fircwall é pro-
posto um algoritmo. Um firewaU pode ser de unidade ou de integração e defi.He ::.e os testes 
a serem teaplicados devem ser de umdacle ou integração para a caractetllitica alterada. 
4.8 Martimiano 
O trn,balbo de Martimtano t l999) apresenta estudos emptricos e comparativos utilizando 
as técmcas de teste de regressão propostc\S em (Wong, Maldonado & Delamaro 1997, 
Wong, Horgan, London & Bellcore 1097). técnica baseada em modi.ficflção e técnica 
baseada em mutação seletiva. 
A lécmca baseada em modificação tem por obJetivo selecionar aqueles casos de Leste 
que revelam um compor lamento diferenle cnt te o programa modificado c o original. E;:,t,a 
técmca sugere ttue seja enconLrado o conjunto de testei> T" que é um subconjunto de T 
baseado em modificações. A par tir de T " são aplicados os tnecamsmos de 10inimização 
(seleciona subconjunto preservando a cobertura em relaçã.o a um dado cn tén o a partir de 
T ) e mecanismos de prioridades (selecionl\ subconjunto realizando uma auálise de cada 
caso de teste segundo um cntério sclcctonado). Com a aplicação desses mecanismos é 
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buscada a diminuição do conjunto T " utilizando duas abordagens dis tintas, no fina l serão 
dois subconjuntos de casos de tE!Ste de regressão: o minimo e o priorizado. 
Dessa forma, a utilização da técnica baseada em modificações. juntamente com a 
minimização e priorização, permite a escolha de um conjunto eficaz para a realização 
dos testes de regressão com um menor custo. Para avaliar essa técnica foram realizados 
experimentos utilizando o programa SPACE e a ferramenta de teste ATAC. 
A Técnica de Teste de Regressão baseada em mutação seletiva utiliza mutação seletiva 
por meio de um conjunto de operadores de mutação (que introduzem pequenos erros 
sintáticos) , visando encontrar um subconjunto de casos de teste a ser aplicado durante 
os testes de regressão. O objetivo da técnica é examinar como um critério de teste 
pode ser utilizado no teste de regressão para ajudar a determinar quais casos de teste 
devem ser selecionados ou que P•)SSuem maior prioridade. A solução apresentada por essa 
técnica depende do programa original, do conjunto de teste de regressão e do conj unto 
de operadores de mutação, dessEL forma, a seleção do conjunto de teste pode ser realizada 
por um processo off-line antes que qualquer modificação seja realizada. 
A principal estratégia utilizada por esta técnica é examinar como um critério C pode 
ser ut ilizado no teste de regressão a fim de auxiliar na determinação de quais casos ele t este 
devem ser selecionados ou têm maior priorídade para revalidar as funcionalidades herda-
das da versão anterior do sistema, e quais devem ser omitidos ou têm baixa prioridade. 
Estudos empíricos publ icados na literatura. demonstram que a mutação seletiva é bastante 
eficiente em revelar defeitos e pode contribuir para a redução dos custos aplicados nas 
atividades de teste. Para avalia r a técnica foram realizados experimentos utilizando um 
conjunto de programas utilitários do UNIX, como: Cal, Checkeq, Col, Gomm, etc., e a 
ferramenta PROTEUM, utili-zando doze dos seus operadores de mutação. 
Com a aplicação das técnicas , Martimiano (1999) concluiu que técnicas que selecionam 
casos de teste que exercitam modificações são capazes de prover uma maior redução no 
conjunto de casos de teste original , como é o caso ela técnica baseada em Modificação. A 
técnica baseada em Iv[utaçào Seletiva obteve bons resultados de redução de tamanho do 
conjunto de casos de teste sem afetar a eficácia desse conjunto em revelar defeitos. 
Outro ponto importante QUI~ foi levantado é que os mecanismos de priorização são 
eficazes em revelar defeitos reduzindo bastante o número de casos de teste a serem reexe-
cutados. E estes podem ser combinados com qualquer técnica de teste de regressão, asslm 
como os mecanismos de minimí2,ação. 
4 .9 Comparação dos Trabalhos 
Esta seção apresenta uma comparação dos trabalhos descritos nas seções anteriores in-
cluindo o trabalho apresentado nessa dissertação. A tabela 4.1 apresenta um resumo das 
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características dc!:iSCS Lrabalhos com relação: a Linguagem cober ta, em que a estratégia de 
teste de regressão é baseada (especificação, código, outro), se é possível a automatização 
da estratégia de teste de regressão e se é previsto reuso de Lestes da superclasse. 
Trabalhos Liuguagem Estratégia Automatização R e utilização d e tes t es 
b aseada em: da estratégia da s uperclasse 
Cheu et. al Qua lquer 00 Especificação 
Os casos de tr:-~~tP Ofl o;upPrcl~sse 
Rothermel, Harrold 
C++ Código Permite 
são herdados pela snbcla.sse, mas 
& Dedhia não utilizados para os t-estes 
da nova. versão rlfl. ~llfH>rc. l l'I!'RP. 
Ha.rrolcl et. a i J fJ.VIt Código SisLema Reutiliza testes para a super-RETEST cl;l.SSe . 
Granja & J ino Não 00 Código POKE-TOOL Não trata linguagens orientadas a RePoke-To oi objetos. 
Wang, King & 
Java. C++ Código 
Cu111o u me<.:anisruo BIT é 
\Vickburg - incluído ua classe, ele também 
é herdado. 
l<ung et. aJ C++ Código 
Test order 
-generation 
. Jang et. al Qualquer 00 Código Permite Não . 
Martlmiano c Código ATAC PROTEUM 
-
Vieira C++ Especificação Permite Os testes da superclasse são 
reutilizados. 
Tabela 4.1: Comparação dos trabaJJ10s. 
Capítulo 5 
Testabilidade e A utoteste 
O custo coru a realização ele testes numa organ.iza,ção chega a 40% do esforço de desenvul-
vimenlo, segundo (Pressma.n 1997a) . Por isso. a grande necessidade de produzir :sistemas, 
componentes ou, até mesmo, classes que seJam cada vez mais tesLáveis a fim de dinúnuh 
o custo com os testes. 
Neste capftulo serão abordados os pri ncrpais aspectos de TesLabilidade de Software Or i-
entado a Objetos e abordacia a necessidade crescente de Automação de Testes. [nclusive 
serão mostradas cara.cterí ·ticas de cla.s:,cs autotestávelS e de uma ferramenta desenvolvida 
para au.x.ihar nos tesLes de sistemas em lmguagem C++ - ConCAT 
5 .1 Testabilidade 
A testabilidade de um software pode set definida atra.vés da medida de quõ.o fácil é 
saLtsfa.zer aos critérws de test.e pré-estabelecidos, sendo que o grau de testablhdade de 
um componente ou smtema cem influência direta na. quantidade de esforços gasto::; na fase 
de test.es. 
Uma definição mais [ormal de tesLFtb1 lidade de software foi definida pelo pa.Jrão IEEE 
Gl0-12/ 90 como sendo: 
• em que meclida um sistema facilita o estabelecimento de critérios de testes e a 
realtu1.ção dos testes que vão deLet minar se esses critérios foram atendidos, 
• em quf' medtcla a definição de requisitos é repre1.>entaclo de modo a permitir o es-
tabelecimento de cnténos de testes e a reahzaçâ.o dos tesl es que vão del.errninar se 
eS:>e!) crit.érios foram sattsfeit.os. 
Para que um sof~ware t.enha uma. boa testa.bilidade deve-se levar em cons1deração 
c1 avahação riM seguintes características (Pressman 1997a): operabilidade ( operabtlity), 
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observabilidade ( observability) , controlabilidade ( contmllabílity), ser decomponível (de-
composabzlity), simplicidade ( sir7,plicity), estabilidade ( stability) e ser compreens.ível ( un-
derstandability). 
• Operabilidade: facilidade de testar eficientemente um sistema que apresenta poucos 
erros de análise e relatadoH no processo de teste: 
• Observabilidade: facilidade em se determinar o quanto as entradas fornecidas afetam 
as sa.ídas obtidas; 
• Controlabilidade: facilidadE~ em produzir a saída desejada a partir da entrada for-
necida; 
• Ser decomponível : facilida.de em controlar o escopo de teste, de forma a isolar 
rapidamente os problemas e executar um melhor reteste; 
• Simplicidade: quanto maior a símpliclclade funcional , estrutural e de codificação, 
mais rapidamente um sistEma pode ser testado; 
• Estabilidade: para avaliar a estabilidade do sistema é necessano verificar se as 
alterações no software são: infreqüentes, controladas e não invalidam os casos de 
teste existentes, além da facilidade do software em recuperar-se de defeitos; 
• Ser compreensível: quanto mais informações (de projeto , dependências, documentação) 
houverem sobre o software melhor serão os testes. 
Um sistema testável requer menos esforço para a realização de testes e também melhora 
a eficiência dos testes (potencial para encontrar falhas) . 
O conceito de testabilidade tem um importa,nte papel no projeto e manufatura ele 
circuitos integrados (chips). O teste de circuitos é feito para detectar falhas no processo 
de manufatura. Enquanto que o teste ele software procura falha..s no projeto de desenvol-
vimento do software. 
São três as principais abordagens para o projeto para testabilídade em circuitos inte-
grados (Binder 1994): 
• Soluções ad hoc: são soluç·3es específicas para um componente; 
• Abordagem estruturada: envolve o estabelecimemo de regras de projeto que facili-
tem os testes; 
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• Teste embutido ou BIT (Bmlt-m Test). envolve a utilização de circuitos padrões 
para t.estes, de modo que seja posoível colocar o circuilo ou pln.ca em modo teste, 
Lransmitir as :;trings de bits de entrada e capturar s Lrings de bits de saída. As 
capacidades básicas de BIT foram estendidas para fornecer a geração automática 
de sequêncill:> de Lestes dando origem a abordagem DIST (Built-in Self Test) . 
Test.abilidade aprcsc11la algumas particularidades quando o sistema u. ser :.1vahado é 
um t.ISI.cma orientado a objetos. Na seção 5.1.2 serão most.rados como os conceito;:; de 
tcsle aplicados em hardware podem ser aplicados em sistemas 00. 
5.1.1 Pontos que afetam a testabilidade 
Segundo Binder (199-!), uma boa testabi ltdade é resultado de uma boa prát.tca de engenha-
ria e um processo de desenvolvimento bem definido. Na construção de software visando 
testa.bilidade, aJguns aspectos básicos devem ser observados, pois afetam diretamente a 
melhoria da testabibdade· 
Representação 
R.efer~se as informações fornecidas para um software. A representação de sbtemas é es-
serwia l para a. realização dos lestes, seja t: ln em linguagem natural ou especificação formal 
Sem uma representação definida, é pra.t.icamente impossível testar um sistema, já que não 
se pode determmar o comportamento desejado para vahdar os testes realizados. Se o 
softw-are possui requisitos bem definidos e uma documentação at.uaJjzada do projeto, ISto 
contnbu1 para a t.estabtliclade do software. Dentre os Lipos de informações que podem ser 
apresentadas estáo: informações destinadas a usuán os (como manuais de uso, manuais d(" 
re[er~nc!u.) e informaçõc::> destinad~ aos desenvolvedores do sis tema (como cspeci ficaçúél> 
de análise e projeto, documentação de testes e manutenção) . Além de documentos que 
facilitam o entendimento do software. código fonte e elementos de suporte, como manuais 
ele instalação c relatórios de qualidade. 
Implementação 
A esLrutura do sistema é um aspecto importante para determinar a testabilidade de um 
software. Por isso. a forma como o sist.ema foi implementado pode dificultai os testes e 
clnmnuir a Lestabiliclude. 
C la.:s~c:; a ltament,c u.copladas são exemplos típicos de uma estrutu1·a que dificulta o 
controle da classe sob test,e, e conseqiientemcnte diminui a Leslabilldade. O uso ele encap-
suJamen to possibilita que a propagação ele mudanças seja reduz1da entre cla,c;ses e métodos, 
pois pl':'ruÜ!.e que um objet.o esconda seu estado dos demais. Já a ut ilização de herança 
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provoca o aumento de testes, devido à necessidade ele testes de métodos herdados ele uma 
classe principal quando esta sofre alteração. Quando as duas características ( encapsu-
lamento e herança) são utilizadas juntas, a ocorrência de encapsulamento ocasiona uma 
baixa observabilidade, pois externamente não se tem acesso ao estado interno do objeto, 
dificultando assim os testes e diminuindo a testabiliclacle. Já módulos com funcionalidades 
bem específicas facilitam a reali~;ação elos testes, pois melhoram o controle do escopo dos 
testes, podendo-se isolar e detectar mais rapidamente as falhas. 
Capacidade d e t este embutido 
A capacidade de teste embutido (do inglês , Buüt-ln Test - BIT) fornece separação explícita 
entre os testes e a funcionalidade da aplicação, através da inserção de mecanismos de tes-
tes no componente. Os mecanismos ele testes são: métodos setjreset, métodos relatores 
e assertivas (Binder 1994). Os métodos set/reset permi tem colocar o sistema num estado 
pré-definido, independente do seu estado corrente. Os métodos relatores observam e ar-
mazenam o e..-;tado interno de urn programa durante a execuçã.o dos testes. Uma assertiva 
é um teste sobre todo ou parte do estado de um programa em execução, dado pelo valor 
de suas variáveis. As assert ivas são utilizada::; para testar uma condição referente ao es-
tado de um objeto e são compostas por condições e por uma rotina de exceção associada 
que trata das condições não satisfeitas, o que indica que uma das computações realizadas 
previamente e das quais o valor da variável depende, podem estar incorretas. Assim, 
estes mecanismos podem contribuir para a umentar a testabilidade por proporcionar a 
capacidade de observação embut-ida no componente em teste. 
Seqü ência de t est e 
Uma seqüência de teste é composta por uma coleção de casos ele teste para o componente 
e a estratégia utilizada para executá-los. A existência de uma seqüência de teste é funda-
mental , juntamente com a existÊ·ncia de um oráculo e uma boa documentação dos testes, 
para facilitar a aplicação dos testes. 
Ferra mentas de tes te 
Com a ausência de ferramentas automatizadas para a realização dos testes, menos testes 
serão realizados, e portanto maior será o custo dos testes para que um dado objetivo de 
corrfiabiHdade seja alcançado, causando a diminuição da testabilidade. 
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Processo de desenvolvimento d e software 
O processo em que a construção do software é conduzido tem in f! uência sign ificativa na sua 
lestabHidarl.e. Um processo bem definido que integre o processo de teste é impot Lante1 ou 
seja, os testes devem se1 uWlzados de forma balanceada com outras práticas para garantir 
a qualidade do produ to, tais como: p10totipação. inspeção c revtsôes em todru. as fases 
do produto 
A par t ir dessas características, pode-se concluir que um stsl.ema testável deve apre-
sentar uma boa documentação, inclusive planos e casos de teslc, e também formas para 
melhorar e facil1tar o controle as entradas e saídas de cada componente, por Px.emplo: o 
mecanismo BIT 
5.1.2 Testabilidade em Sisten1as Orientados a Objetos 
Em sislemas orientados a objecos, o conce1to de proJeto de teste visando Lesla.bilidade foi 
introduzirlo para permitir a constmçã,o de classes testáveis. Uma classe testável é aquela 
que contém, além da sm unplementA,ção. uma especificação de Leste e métodos padrões 
para os testes. que permitem melhorar a controlabtlidade e a observabihda.de da clas..;;t> e 
apóiam a geração e anáJi c automática de testes. 
Os componentes extras necessá.rios para tornar uma classe LestáveJl são (Toyota &. 
Martins 1999)· especificaçõo rle testes. usada na geração dos testes; rnecanj~mos embutidos 
de teste ou BIT. usados uo controle e observação do estado mterno e ua. auállse dos 
resultados; c um drwer (programa que executa os casos de teste sobre a classe e retoma 
os resultados) 1 que gera o::. testes a partir da especificação em bulida na classe, executa e 
a,valia os Lestes, utilizando os procedimentos de !:estes embutidos. 
O w,o de autot.est.e é mui to adequado tanto para o::. testes aplicados durant.e o desen-
volvimento quanto na manutenção. porém o seu uso requer um ce1 to esforço na confecç.io 
elos componentes extra::. necessário::.. 
Esses esforços podem ser nummizado::; com a automatização da metodologia para tor-
nar as cl&:>Ses testáveis. Esse é o objetivo da ConCAT. descrita na seção 53. 
5.1.3 Projeto Visando a Testabilidade de Software 
Diante dos fatores que cont.nbuern para a tesLtLbiüdade de software foi proposta a uLi-
lização da noção de projeto visando testabilidade ou DFT ( Design For Testabillty) e do 
1 No trab.;~.lho citado a classe foi denominada nuloteslávd. porém llC!>tC trabalho ela 6 referenciada 
como lestr:ívcl po1 entcndcrliiOi> que a classe possui meca.nismos para auxiliar nos tcscc::., mas isto não 
basta para a ext!cução dos tc1.tes na classe, ::.codo necessáJ·io mu ambiente que utilize esta facilidade 
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conceito de autoteste (mecanismos para a geração de padrões de teste e análise de resul-
tados), oriundos do teste de hardware, para o desenvolvimento de sistemas Orientados a 
Objetos (Binder 1994). E para facilitar o acesso a componentes internos de um objeto, foi 
introduzida a capacidade de teste embutido ou BIT, além da automatização da geração, 
execução e análise dos testes, o que é denominado BIST (Built -in Self Test). Assim, 
tem-se a aplicação do conce]to de autoteste às classes. 
Um software orientado a objetos apresenta alguns obstáculos específicos, além daqueles 
existentes em software estruturado, na tentaüva de alcançar uma alta testabilidade. A 
partir de uma analogia entre circuitos integrados e objetos alguns autores propuseram a 
aplicação das técnicas de DFT milizadas no projeto de circuitos às classes (Hoffm.an 1989) 
e (Binder 1994). A seguir será apresentado corno seria a aplicação das abordagens de DFT 
(citada-s na seção 5.1) na construção de classes. 
• Abordagem ad hoc 
Para testar uma classe sãc• construídos driver e stubs específicos, além da inserção 
de assertivas e/ ou outras formas de instrumentação para melhorar as capacidades 
de controle e observação. Urna desvantagem é que essa abordagem exige longas 
seqüências de con:Aguração para colocar a classe em determinado estado, além de 
ferramenta.s de depuraGão para verificar o estado do objeto. Com isso, pode ocorrer 
um aumento do custo dos testes ou redução da confiabilidade dos mesmos. 
• Abordagem Estruturada ou Padrão 
São adicionadas à classe funçõe.s padrões de BIT para prover capacidade de ob-
servação e controle, assim como funções para colocar a classe em determinado estado 
e para relatar o estado interno da classe. Porém, ainda é necessário a codificação 
de um driver para cada classe e a ger~ão manual de casos de teste, isto é, existe 
limitação quanto à automatização da geração, execução e análise dos testes. 
• Abordagem BIST 
Na abordagem BIST existe uma especi-ficação de teste embutida à classe sob teste 
(CUT- do inglês Class Under Test) e um driver genérico capaz de gerar a seqüência 
de testes a partir desta especificação, executar esta seqüência sobre a classe sob teste 
e avaliar os resultados dos testes. 
Na figura 5.1 são apresentados os compowmtes necessários para a inserção dos meca-
nismos BIST na classe para que ela torne-se testável: 
• Classe testável- composta pelos seguintes elementos: classe sob teste (CUT), espe-
cificação de teste, e mecamsmos BIT (métodos relatores e assertivas) . 
5.2. Técnica Incremental Hierárquica 
Gtr a do< do D<tver 
EspeeollcaçGo de Tws 
- CUT 
- · 611 
D 
Ru .. Ma~os aos 
Teste> 
55 
Figura 5.1: Aborriagem de DFT BIST para cla..<;:;es. 
• Gerador do driver· - responsável pela t,eraçâo do drv.ve1· específico q11e alivará c 
controlará a CUT durante a execução dos testes. 
• DTi,ver gerado (especifico) - corresponde à seqüência executável, gerada de acordo 
com o cnLério de LesLe illlplementado pelo gerador de dnver, aplicado para um 
modelo de t.este reptescntado pela especificação de teste. Além da ati\'açâo c controle 
dos tesLes, este dvive1 é respousável pela. avaliação do::; testes. 
5. 2 Técnica Incrementai Hierárquica 
Em (Ha.rrold et al. 1992), fm proposta a Técnica Incrementai H1erárquica ou HIT (do 
inglêb Hi.erarchtcal Incrementai Testmg) para permitir que o reuso também se estendesse 
aos LesLes. Seu principal benefício é a redução do esforço ud1cional para testar novamente 
cadn. subclasse Apenas característ.LCI'IS (atributos ou métodos) novas, substitu1das ou 
alteradas são LesLadas. A ~écnica é d1t a hierárquica porque baseia-se na bjerarqmn. entre 
classes mtrocluz1da pelo mecanismo de herança, e é incremental porque visa reuliltzar os 
testes de uma classe em um nível hwrárquico para tesLar classes em níveis subseqüentes. 
O r e uso dos testes depende ela classificação das características ( méiodo:i e atributos) 
da classe sob teste (Siegel 1996) São defiuidos três t,ipos de métodos e c-ada L1po exige 
uma quantidade Je teste diferente: 
1 f\létodo novo - definido apenru:. na subclas:.e (inclusive aquele~ com nome iguaJ ao 
de métodos na superclasse mas com parâmetros diferentes) e necessiL<J. de teste:::; 
completos; 
2. Método recurstvo - definidos na superclasse e herdado sem modificação. necesstla 
apenas de \,estes quando intern.ge com métodos novos ou redefmiclos; 
BIBLIOTf!Ctt f; .:NTR. ·.I .. I 
DESEiJVOi ~íiMEN:~o 
--~0-!'"·~_j 
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3. Método redefinido - definido na supercJasse e modificado (sobrecarregado ou rees-
crito) na subclasse, pode reutilizar testes funcionais da superclasse. 
A HIT impõe algumas restrições de projeto e implementação para a sua utilização, 
tais como: 
l. a herança existente deve ser de comport.amento; 
2. não é aplicável quando existe herança múltipla; 
3. os programas devem ser implementados em linguagem C++, ou semelhantes que 
possuam níveis de visibilidade dos atributos; 
4. o nível de visibilidade de wn atributo na subclasse deve ser pelo menos tão restritivo 
quanto apresentado na superclasse. 
Na técnica de teste HIT , as dasses base são inicialmente testadas utilizando casos de 
testes baseados na especificação e na implementação, com isso, o histórico das informações 
dos testes são armazenadas. A classe base é primeiramente testada para cada função 
membro separadamente e depois a interação entre elas é testada. 
Uma subclasse herda além dos atributos rla superclasse, o histórico de testes da su-
perclasse. Esse histórico de testes herdado é atualizado incrementalmente para refletir as 
diferenças em relação à supercla.<::se e os resultados são armazenados no histórico de testes 
da subclasse, que serve como base para a execução dos casos de teste indicando quais ca-
sos de teste devem ser executados na subclasse. Somente novos atributos ou aqueles que 
foram herdados, atributos afetados e suas interações são !;estadas. Adicionalmente, casos 
de teste do conj unto de teste da super classe são reusados, quando possível, para testar a 
subclasse. Com isso, obtém-se um ganho de t.ernpo de análise da classe para determinar 
quais características deveriam ser testadas e ganho para executar os casos de testes. 
Maiores informações sobre a técnica incremental hierárquica podem ser obtidas em 
(Harrold et al. 1992). 
5.3 Automatização dos testes 
A aplicação efetiva de um critério de teste exige a utilização de uma ferramenta de teste 
automatizada. Desta forma, fo i desenvolvido um protótipo de uma ferramenta para au-
xHiar o testador na construção e uso das classes testáveis. 
A ConCAT (ferramenta de Construção de Classes Testáveis) é um protótipo que tem 
por objetivo dar apoio à construção e utilização de classes testáveis. 
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A ferramema visa o.uxiliar o produ~or de wna classe a introduzir os mecanismos de 
a uwtestc (mélodos relatores- para obteuçào do estado interno- e assertivas- para checa-
gem do ~tu.do interno em tempo de exrcução) e associar a especificação de teste à clas,e 
(Toyota & Ylartins 1999). 
A metodologia utilizada pela ferramenta para permitir a construção de clas::;es t estáveis 
é composLa por (Toyota 2000): 
1. construção do modelo de teste para a classe sob teste; 
2. construção de uma representação para o modelo de tes~e construído e associação 
desta à classe sob teste; 
0 instrumentação da classe; 
4. criação de um repositóno de teste; 
5. geração da seqüênda de teste, 
6. geração do oráculo; 
7. compilação da cla.::;sc em modo lcsLe e execução da seqüência. de teste. 
5.3. 1 Mod elo d e Teste 
Para gerar o modelo de teste é construído um modelo de fluxo de transaçã.o para a. claSl:ie 
sob teste, que é um modelo funcwnnJ utilizado para teste de s1stemas (Beizer 1990) e 
adaptado pma o teste de classes (S1egel 1996). Esse modelo descreve as seqüências válidas 
de mvocação de métodos de um objeto . 
Durante o geração dos casos de tesle deve ser anallsada a po~síbilidade de reuso Para 
LanLo. é uWlzada a técnica mcrerncnL~\1 hierárquica (descrita na seção 5.2) com o objetivo 
de permitir a reutilização de testes de uma superclasse nos testes de suas subclasses. 
Essa abordagem foi adaptada para os testes com base no modelo de fluxo de transação 
da seguilll.e rorma: cada transação (seqüênc1a de operações da classe) é tratada como um 
Lodo, ou seja, são consideradas as classificações de cada mécodo que compõe a transação 
para classificá-la. Assim, se todos os métodos forem recursivos (definidos na superclasse 
e não sobrecarregados ou reesctitos na subclasse) não é necessário retestrtr a transação 
t\o em.anto, se algum deles for redefinido (sobrecarregados ou r~scritos na subclasse) e O!:. 
demais recurs1vos pode-se a.phcar o co.f'lo de teste gerado para esse objeto na s uperclassc. 
Caso algum deles seja. novo, então um novo caso ele leste deve ser gerado. 
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5.3.2 Representação do modelo de teste 
Após a construção do grafo do modelo de fiuxo de transação, essas informações precisam 
ser transformadas para que sejam utilizadas como entrada para o protótipo ConCAT 
construir o driver específico (correspondente à seqüência executável elos testes). 
Em Toyota (2000) foi proposto um formato de especificação para o modelo de teste 
utilizado. Nesse formato, mostrado na figura 5.2, são fornecidas as informações de cada 
arco e nó do grafo , além de informações da classe, seus atributos e métodos, para que seja 
possível derivar mensagens aceitas pelos objetos da classe sob testes. 
Classe (Nome, 
Abstrata/concreta, 
Nome Super Classe, 
Lista_arq) 
Atnbuto (Nome. 
Tipo. 
Dado I, 
Dado2) 
Método (Número_ldentificador. 
Nome, 
Tipo_ Reromo, 
Classificação, 
Número_Parã.metro) 
Parâmetro (Nome, 
Método Pertencente, 
T1p0, 
Dado L, 
Dado2) 
Nó (Número_ldentificador. 
Nó_ln icial, 
Arcos_Saida, 
Lista_Métodos) 
Arco (Nó_On gern, 
Nó_Destino) 
li Indica se a classe é abstrata ou não 
li Lista de arquivos a serem inclui dos na compilação 
11 Pode ser intervalo, string, conjunto, objeto ou ponteiro. 
!f Para o tipo intervalo indica o valor m[ni.mo, 
l i Srríng ou conjunto indica uma lista de valores permitidos, 
11 Objeto ou ponteir0 indica a classe envolvida. 
11 Para o tipo intervalo indica o valor máx•mo, 
I! para os outros lipos não é utiltzado. 
// Identificador único para o método 
11 Sunilar ao tipo atributo 
11 fndica se o método é novo, re.cursivo ou re.definido. 
11 Número de parâmetros existentes na assinatura do método 
!I Identificador do método 
11 Si nu lar ao t1po atributo 
//Identificador único para o nó 
// Indica se o nó é inicial ou não 
lflnd1ca o número de arco$ de saída 
/flista das ass inaturas dos métodos que compõem o nó 
1/JdentifícacJor do nó de origem 
/!Identificador do nó de destino 
Figura 5 . ~: : Formato para o modelo de teste. 
As informações sobre a class·~ auxiliarão na geração automática de casos e seqüências 
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de tesles, indicando as bibholecas necessánas para compilar a classe e como manipulá-
la. A'S informações sobre os parâmetros e os atributos seriio iruport.antes para a geração 
dos dados de teste. A classificação dos mét.odos permitirá venficar a possib1hdade de 
reutilização dos casos de teste. 
Após a elaboração da representação do modelo de teste. ele deve ser associado à clru:;:,e 
sob Lesle, perm1tindo que toda a vez que a classe seja reutilizada sua cspecificn.ção base 
esteja disponível. 
5.3 .3 Instrumentação da Classe sob Test e 
A classe sob Leste e seus mét.odos devem ser acrescidos de mecan1smos de teste embutido 
(BlT, do mglês Butlt-in Test)· mét.odos relator~ e pred icados (pré e pós-condições e 
mvarianLes de classe). 
Est.es mecanismos devem ter VISibilidade sobre os membros privados da cl~se a. fim 
de faciut.ar o leste e a análise dos r~ultado::; dos casos de teste aplicados Além disso, de 
(l.Corclo com Binder ( 1994) estes mecanismos devem ter uma iuterface padrão para Cacilit~Jr 
a gemção da seqüência de teste. A VISibilidade dos membros privados é necessána para 
facilitar a análise dos resultados do:-:; casos de testes aplicados. 
Assertivas 
Uma asser ti\'a é uma exprc::.são Booleana que define condições necessárias para a execução 
correta da cla..'>se (Biader 2000a). Elas podem expressar restriçõ<*> específicas da imple-
mentação ou responsabilidades da classe independentes da sua implementação. Os prm-
cipais usos de assertivas são: 
• especificar as wndiçõcs que devem ser verdadeiras na enlrada pa.ra. a execução de 
um método (pré-condição), 
• especificar as condições que devem ser verdadeiras ao final de um método (pós-
condição); 
• especificar condições que devem ser verdadeiras pata todas as opera.ções de um 
obJeto e também para suas s11perclasse e subclasses (mvaria.nte) . 
As assertivas sã.u compos~as púl l rês pa.rles (Bmder 2000a): um predicado, uma ação 
e um mecanismo pam hah1liLar/dcsabillt.ar as asserLivas durante a execução. Os pred i-
cados descrevPm as condiçõ~ que elevem :set avaltadas. Uma ação pode ser tão stmples 
quanLo a escrita de nma mensagem ou tão complicada quanto inicializar um mecanismo 
de recuperaçflo. Geralmente, as assert1vas são habilitadas ou desabtlitadas em tempo de 
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transação através de um parâmetro. Este recurso. au.x1lia a configuração de uma classe 
em modo leste (assertivé.lS habilitadas) ou em modo normal (assertivas desabilitadas). 
Na construção de asser tivos deve-se anaHsa.r todos os dados q ue a operação tem dis-
ponível c utilíza, tais como variáveis, parâmet,ros e atrihutos. Geralmente, elas são im-
plementadas como exceções ou comandos como a macro assert na linguagem C++ que 
aborLa o programa se a condição t<:>Btada é fal a. 
Af.; assert.1vas também pod(;m ser derivi.l.das da OCL (do inglês, Object Constraint 
Langu.age) (Fowler & Seot~ 1997) . A OCL é uma linguagem definida p::1ra expressar 
concllções e outras expressões podendo ser uLilizada juntamente com os diagramas da 
U~lL (do inglês, Umfied Model Language) , ::;enelo que as :i,:)Sertivas utilizadas nos testes 
são inseridas no modelo de análise do sistema. 
Já neste trabalho, as ac:serti'Jas foram definidas através de algumas macros propostas 
em Toyota & Martins (1999). 
Métodos R elatores 
Os métodos relatores possuem a função de armazenar os valore::. dos atribmos elos objews 
durante a execução dos testes. Logo, ele::; mostram o P.stado da classe durante a execução 
elos casos de teste. 
Para tanto, cada classe deve implemenLat um método relator, pois cada uma possuj 
seus próprios atributos, 0') qurus devem ser :~.rmazenados em arquivo para posLerior análise. 
Dessa forma, é importante que os métodos rE-latores seJam executados antes e depois da 
execução de cada método durante os testes, s6 assim será possível analisar o est a.do antes 
e depois da execução de cada método. 
5.3.4 Repositório de teste 
Um repositóno de Leste faz-se ne·::essário para .trmazenar todos os obJetos relacionados aos 
Lestes da classe, como: o códtgo da classe, ua especificação base de teste, as seqilências 
e os casos de testes gerarlos, os resultados obtidos e stubs. 
Um repositório não precisa ser necessariamente uma base de dados relaciona! ou orien-
tada a objetos {Siegel 1996), podendo ser também um sistema de arquivos estruturado ou 
out10 tipo de armazenamento organizado para facilí~ar o armazenamento e recuperaçào 
elas informações envolvidas na atividade de t.t<Stes. 
5.3.5 Seqüência de teste 
A seqüenc1a de teste determina a execução dos casos de les1.cs disponibilizando as estru-
turas ele dados necessánas. Representa um drwer para a cla&>e, onde cada caso de teste 
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deve t,estar uma transação do modelo de teste. A ConCAT gera o. seqüência de teste num 
arqu1vo com sufixo t'sW" e extensão ".cc" e lrata a transação como um Lodo, pà.ra. aplicar 
a técmca HIT ao n10delo de fluxo de transação, levando em consHleraçào a classificação 
de cada método que compõe a seqüência. (exceto os métodos con~Lrut.ores e de~Lrulore&) . 
Dessa forma, se a seqüêucm é composta apenas por métodos 1ecurs1vos nã.o serei ne-
cessário test.at novamente esse objeto de leste. Se pelo menos um dos métodos for re-
definido e os demais recursivos, o caso de teste gerado para esse objeto na classe base 
poderá ser reutilizado. Caso algum dos méwdos sf'ja novo, um novo caso de teste deverá 
ser gerado (Toyota 2000) 
5.3.6 Oráculo 
Os resultados esperados para um te:.te são esseuc1ais para o projeto de teste, pois a 
ava liação de um caso de teste. para decidir se ele passa ou nã.o, é realizada pela comparação 
do tesultado atual com o resultado esperado de urua fonte confiável. O oráculo é uma 
fonte segura. de resultados esperados para os ca&os de tesLc (Bi ndcr 2000a). 
Um oráculo perfeito teria um comportamento equtvalente a Implementação sob teste e 
compleLamenLc confiável, isto é, uma versão livre de defeitos Aceitaria todas o.s entradas 
especificadas e sempte produzina um resultado correto. Porém, encontrar um oráculo per-
fetlo é tão difícil quanto resolver o prohletna do proJeto origmal, olém de tmpor restrições 
adicionais de corretude. 
Embora um 01 áculo seja imprescindh·cl para que os testes possam ser validades, nem 
sempre é possível obter-se um oráculo, pots às vezes não existe uma refürência confiável 
para determinar as saídas corretas para um determinado caso de teste (Man.ins 1999) 
No comcxto da ConCAT o oráculo considerado é a :;ruela esperada para cada método, 
ou uma exc~>çâo, caso o teste viole a lguma das assertivas. 
5.4 Considerações F inais 
Neste capítulo foran 1 apresentados os conceitos de Testabi lidade de software juntamente 
com suas part.tcularidades dtante de sistemas orientado~ a objetos. Depois foi explorada 
a proposta de projeto visando a Lcstabilidade. Culminun<io na. utilizaçà.o do concetto de 
auloteste no desenvolvimento de classes. para auxiliar uu herança dos casos de teste c 
aumt'ntar a t.estabilidade do software. No capítulo seguinte será definida a metodologia 
usada para utilizar classes testáveis para auxiliar nos testes de regressão. 
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Capítulo 6 
Estratégia para seleção de Testes de 
Regressão 
Baseado nos estudos apresentados nos capítulos anteriores, é possivel verificar a i ut-
portância de um a H.o grau de testabilidade de um software, pa ro o baixo cust.o de sua 
manutenção Por isso, a necessidade de definir uma boa estratégia para a realização de 
testes de regre~são tanto na fase de desenvolvimento quanto durante a manutenção do 
sistema. 
A estra.tégia utillza informações de teste embutida na classe, dentre elas o modelo de 
compod.amenLo da classe, permitindo a seleção dos testes independeme da forma como 
el~ foram tmplementadas. Para Ilustrar a estratégia ~erá utilizada a classe Elevato1· 
extraída do artigo Rotbermel et aL (2000), cujo código é mostrado na figura 6.1 . 
Nest.e capítulo será mostrada a estratégia para teste de regressão de uma cla:s::.e 
testávcl O protótipo ConCAT (descrito na seção 5.3) é utilizado para auxiliar na geração 
dos casos de testes para novas funciOnalidades da versão beLa da classe l:iOb teste 
6.1 Construção de Classe Testável 
Baseada na metodologia proposta po.ra ut.iliz<LÇão da ConCAT, mostrada na seção 5.3, no 
decorrer do capítulo serão descritos os passos para chegar a uma classe testável e como 
realizar teste:; de regressão para es::;a classe. 
6 .1.1 Modelo d e Testes da classe 
Para a realização dos testes em sistemas orientados a objet.os é uecessáno definir primei-
ramente o modelo de testes da classe, pois o enfoque aqui são os Lestes ele unidade e, em 
Orientação a Objetos, a untdade considerada é a classe (P re...:;sman 1997a) 
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I. dmdudc <io~tre:un h> 
2. ltmcluJr <.stdhb h> 
3 /ldcfinc UP I 
4. #dclir11: OOWN 2 
5 typcdcr in1 Dtrccuon; 
IJ 
7 d:w hlcvaror ( 
8 pubh<. 
9 Flnator (llll l_top_Ooor) ( 
lO c:-urrcnt_Ooor • -I, 
11 =nt_dtrcetron ~ Ul'. 
12 rop_noor •l_rop_flo<>r· 
13 bonon1_0oor I , 
14. I 
15. 
I fi vtrtual -Eievamr(J I I 
17. 
18 \Otd up() I 
19. currrnr_drrectmn • UP, 
21) I 
21 
22 \Otd t.fO\\ n() ( 
23 currcnt_dtrcchon c 00\VN; 
24, I 
25 
26 DirccttOn dtrectton() { 
27. rciUm currcnLdJrcctton; 
28 I 
29 
30. 
3 1. 
32 
3l 
34, 
3S 
36 
37. 
38 
39 
40 
4 1, 
42 
43 
44, 
45 
46 
47 
48 
49 
50 
SI. 
52. 
53 
54 
ss. 
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r f letrrrenr_direcuon - ur, I 
whue ((cum:ot_OOOt '• O;xor) 
&&. (currcnt_Ooor.,... rop_Ooor)) 
.dd(curreru_noor I). 
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so I 
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61 
62 
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03 
11' ((Ooor > rop_flllor) U (floor < bottOm_noor)) 
returnO, 
64 r<.htm I , 
65 1. 
66. 
6 7 prorcclc<J· 
68 1n1 \:Utrcut_Ooor, 
6\l Dtrecuon currcm_direcuo•l; 
70. •ntrop_l1oM, 
7 I tnl bonom_Ooor: 
72 I. 
73. 
74 vl'ld n~in (tnt argc, char .. argv) { 
75 EIC\11101 •c_pu, 
76 
77 c_plr • ncw Blcvator( I 0). 
78. c_ptr _,. !)0(2), 
79. I 
Ftgura 6.1: Código da classe Ele.vator. 
O modelo de teste utilizado nesse trabalho foi o l\IIodelo de F luxo de Transação (MFT 
- Tmnsactwn Flow Model) Trata-se de um modelo func10nal , que foi definido por Beizer 
(1990) para o teste de bistemas concorrentes c adaptado em Siegel (1996) para o teste de 
obJetos. O modelo ilustra as d1ferentes maneira..s de criar nm objeto, diferente..;;; tarefas 
ou processos que um objct.o pode fazer c as uiferentes forntus de destruir o objoLo (Siegel 
1996) 
'{,;ma transação representa um ciclo de v1da de um objeto. ou seja, o fl.u.xo entre a 
cnação do objeto at,é sua destruição, indicando uma seqüência de operações que podem 
ser realizn.das pelo sistema, pessoas ou dlspos1tívos que estão fora do sistema e que usam 
os serviços prestados pelo objeto. O modelo é representado por um grafo, onde os nós 
designn.m as etapas (ou tarefas) de processan1ento ele w11a. transação, ou seja, refletem 
os alribut.os e métodos públicos da clast:>e. enrapsulando todas as referências para oucros 
objetos e os arcos representam a.s seqüências de execuções Yálidas entre os nós. 
vma característica interessante do modelo de fluxo de transação é que ele fornece 
recurS()S que auxiliam na especílicaçâo ele sistemas concorrentes, mdicando quais tarefas 
podem ser executadas concorrentemente e os pontos onde elas devem ser sincronizadas. 
Porém es!:ia funcionalidade do l\IIFT não será LraLada nesse t.rabalho, já que a ferramenta 
utilizada para a aplicação da estratégia (ConCAT. descrita E'tn 5.3) permite apenas geração 
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ele casos de testel:> para sistemas que não apresentam concorrência. 
O 11 10delo de fluxo de transação deve ser construído a partir do refinamento dos caso~ 
de uso da classe através dos passos a seguir (Siegel 1996): 
1. Eliminar qualquer referência externa, como referências a bases de dado~, arqujvos, 
métodos de outrru.. classes; 
2. Simplificar o modelo combinando métodos em um único processo (nó) quando 
possível, 
3 Verificar cenários de uso que não aparecem no projeto de classes, pois isto pode 
indicar que aJguns requisitos não foram saLlsfeitos; 
-1. Revisar os métodos públicos que não aparecem no modelo construído, pois isto pode 
indicar que algum requtsito não foi sar.isfe1to ou que estes mét.odos não deveriam 
pertencer à mterface pública. da. classe. 
O l\IFT é um grafo em que os nós representam as Larefas de processamento de uma 
tran::.ação e os arcos direcionados de::;ignam o.s seqüênc1a.R entre os nó". Nesse trabalho, 
uma transação determinará uma seqüência de execução de métodos pertencentes à inter-
face públlca da classe sob teste, indicando um caminho do nó inicial ao nó final 
Para exemplifico.r, a figura 6.2 mostra o modelo de fluxo de transação que represenLa 
a classe ElevaloT apresent.ada na figura 6.1. 
F1gura 6.2: Modelo de Fluxo de Trans<:tçâo pam a classe Elevator. 
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A geração de ca.'3os de teste :1 partir do MFT é realizada através do percurso do grafo 
ele fluxo de transação. Em Beizer (1995) são propostos alguns métodos para a derivação 
de casos de testes a partir do Modelo de FILLxo de Transação. 
A ConCAT implemcnta cobertura de caminhos bvres de laços. Um caminho inicia 
em um nó micial e termina em um nó fina.! , representando uma transação. Os laços (ou 
ciclo:,) devem ser ehmmados pc·is o algolitmv Implementado, que realiza uma busca em 
profundidade no grafo que representa o MFT, nãv termina nesses casos. 
Através do MFT pode-se encontrar as segumtes faJha.c;: falta de transações (funcionali-
dades), falta de arcos/nós e problemas com os Lipos de nó:; (sincrol'lização) (Beizer 1990) . 
6.1.2 Esp ecificação de base para os t estes 
É importante que a especificaçà.o usada nos ~.estes dC1:lcre\·a todas as seqüências de tare-
fas válidas e também o parâmetros necessádos para cada operação e os seus domínios, 
posstbilitando que todos os caminhos sejam exercitados no sistema, o que também é o 
obJetivo do modelo de fhtxo de transação. 
Uma vez criado o modelo de fiuxo de transn,ção para cada, classe, este deve ser descrito 
de acordo com o formato indicado na figura 5.2 qtte foi apresentado no capítLtlo anterior 
(seç:ão 5.3.2) . As mfot mações relacionadas a cada nó atLxiliarão no percurso do grafo 
para a derivação das transações. Além diSSO, tnmbém são fornecidas informA.ções sobre 
os métodos, atributos e parâmetros para auxiliarem na geração dos casos de leste. 
A descrição do modelo é armazenada em um arquivo no mesmo diretóno da classe sob 
teste. Esse arquivo tem a extensão " .mt''e é uLilizado pela ConCAT para a geração dos 
casos de teste. Esta descrição deve ser associadA. à classe sob teste, de forma quf' toda vez 
que a classe seja reutilizada sua especifica.ção esteja cltsponível (Toyota 2000). 
Para o exemplo utilizado, classe Elevalm·, uma especificação de bruse para os testes 
para o modelo de fluxo de transação mo:;trn.do na figura 6.2 está ilustrado na figura 6.3. 
A partir dessa especificação de testes, n ConCAT consegue gerar uma seqüência de 
testes para exercitar Lodas as transações possívets no grafo que representa o modelo de 
fluxo de transaç.ão e que foi representado no fo1m<l.to proposto na figura 5 2. 
6.1.3 Instrumentação da classe 
A instrumentação da classe consiste na inclusi'i.o dos mecanismos de teste embut.ido (BIT) 
que são relatores e pré e pós-condições que devem ser satisfeitas em ca.da método da 
mLerfa.ce da classe sob lest,es. Como esseb mecanismos são colocados direLamente no 
código fonte da classe, eles são incorporados à classe e passam a fazer parLe do seu código, 
caracterizando um processo intrusivo de tf'..ste. No entanto essa mtrusão é necessária 
pois é através desses mecanjsmos que obt.ém-se visibilidade sobre os membros pnvados 
6.1. Construção dP Classe Tescável 
classe(' Elevator' ,n,_,l]) 
pJiametros_ template([l) 
atributo('current_floor' ,int._._) 
atributo( 'current_dtrection' ,SITing.f' Dtrccuoo '] . ...) 
atnbuto( ' top_noor' .mt,_~)­
atributo('bouom_fl oor' ,tnt,_,_). 
metodo(mO I, 'Eievator' ~,construtor, I). 
metodo( m02. • -Ek•vator ' ,_,destrutor.O). 
metodo( m03. 'go'.' votd' .novo.!). 
metodo{ m04. · up ·, • votd' ,novo,O ). 
metodo{ mOS, • down ', • mt ' ,novo, O). 
metodo(m06.' dJrect ion ·. • D 1 rection ',novo.O ). 
parametrv(' Uop_ floor' .mO I ,objeto,· int' ._) 
parametro(' floor' ,nt03 ,objeto, ' •nt' ,_ ). 
no(n0l.s tm,2,fm0 1 ]). 
no(n02,nao.O.(m02)) 
no(n03,nao,3,[m03]) 
oo(n04,nao,2,f m04]). 
no(n05 .nao,2.( mOS]). 
no(n06.nao.l.[m06]) 
arco( nO l.n03) 
arco( nO l.n06) 
arco(n03 ,n04) 
arco(n03,n05 ). 
arco(n04.n06). 
arco(n05,n06) 
arco(n06,n02) 
a rco( n03.n02) 
arco(n04,n02). 
arco(n05,n02J 
Figura 6.3: Descrição do modelo de teste para classe Elevator. 
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elas classes, permiLíndo que seja obtido o estado interno do objeto, útil para aná.ltse tios 
resultados. 
0& relat01es, representados pelo método Relator, coletam os valores dos att1buLos ela 
classe Juranl-c a execução dos testes. e os grava en1 ruquivo para po::>Lenor análibu. Corno 
o rehuor guarda o estado do objeto, é importanLe que o método seja executado antes e 
depo1s de cada caso de teste. 
A~ as::;etLivas. compostas por invariant~. pré e pós-coudiçôe.s, descrevem ru. condições 
necessánas para a correta execução dos objetos da clas:;e. Essas condições devem se1 
mant.1clas enlrc as classes e seus clientes durante seus relacionamenLos, isto é, as pré e pós-
condições implementam o contrato que deve ser sat.isfeito entre as classes e seu~ clientes. 
Enquanto que as iuvariantcs especificam condíçõe~ que devem ser válidas para todas CtS 
operações de um objeto. Para esse trabalho, as assertivas foram definidas através de 
algumas ma,cros propostas em (Toyota 2000). Quando uma assertiva é violada, gernrá 
uma mensagem de notificação no arqmvo de sa.ída e será dada continuidade à seqüência 
de testes. 
6.1.4 Geração de casos de teste 
Após a criação do modelo ele tes •~e e da instrumentação da classe com os mecanismos 
de teste embutido, ameia é necessáno um gerador de dNve1· capaz de ler a especificação 
de Lcsle e gerar um drwer específico que contenho, a seqüência de casos de teste e seja 
responsável por at.Jvar e controlar a classe durante a execução dos casos de teste. 
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Parte desse posso é feito a utomaticamenl.e pela. ConCAT. Um exemplo dos casos de 
t.csle gerados é mostrado na figura 6.4(A). Este deve ser completado com valores de 
parâmetros e dados globais (Toyota 2000) Os stubs. que substituem as classes que prestam 
serviço à classe tiOb tesles, também devem ser criados pelo usuário. O caso de teste 
iustanciado é mostrado na figura 6.4(B). 
Gma classe sob teste é definida como subclasse da classe Autoteste (que possui a 
definição dos métodos BIT) . ÜE métodos ··ft,~JatoJ'' e ''Testalnvanl\nte" devem SP.r rede-
fio tdos na classe para expressn.r os valores relevantes para a nálistJ na classe. No exemplo 
de caso de leste, o método ((Test.a!nvanante" é chamado antes e depois de cada método 
a ~er testado. Já o método "Relator" é rh~tmado ao finru da e..'<ecução de cada caso ele 
te ·te para pru.sar todos os atributos da cla'3Se para o a.rqmvo que conterá os resultados 
elos testes. 
No arquivo definido pela variável arq na figura 6.4(8) serão armazenadas as informações 
da execução dos test.es (o caso de teste executado e mformações analisadas pelo Relator). 
Os méLOdos são chamados dentro de um bloco ··try-catch" para que seja possível capturar 
a lguma exceção sinahza.da pela violação de pós-condições ou invanantes de classe. Caso 
uma exceção seja levantada são regístraclos: uma mensagem indicando o caso d~ teste 
sob execução, a condição violada e o estado interno da classe, alra.vés do método Relator 
(conforme apresentado no bloco "catch''). 
A ConCAT permite o reuso de casos de testes da superclasse quando são gerados testes 
da subclasse como será visto na seção 6.3. 
Para. a geração de test.es, o modelo não deve cont.er c1clos. De acordo com Beizer 
(1990)(cap. 4), ciclos são pouco freqüentes nesse t.ipo de modelo. Cru;o ocorram, deve-se 
optar por um dos caminhos; um dos arcos que provocam ciclo~> devem ser removidos da 
especificação de testes. 
6.1.5 Oráculo 
Embora Binder (2000a) considere que os resultados do:s teste.s da versão base SllSLentem 
o Oráculo para Lodos os padrões de teste de regressão seletivos, nessa estratégia, optou-se 
por considerar as pós-condições ·:orno oráculo. já que como a classe pode ser reutilizada, 
seus usuários talvez não tenham acesso aos resultados dos testes aplicados na fase de 
descnvolvimenLo do sistema. 
6. 2 Testes de Regressão - uma Estratégia 
A estrat.égja de teste ba.'3eada nos passos pa.ra a. realização de testes de regressão 5eletiva, 
é descrita a seguir: 
6 2. Testes de Regressti.o - uma EsiraLégia 
1~111plate ~.ctass Topo'> 
•ood Caso_testel_O(l ipo• C>t) ; 
char• mera new char(30), 
of,u~am arq("Resuh tAt",oo~·:app). 
tf(l .~rq) 
cout ... < "Erro abnudo arqusvo! \n", 
cl~c 
cout •' < ""'rqusvo co•tado1 In", 
try : 
c;~--. T~sta_lnvannn te(), 
mel - "go(Parametro \leve >CI um objeto do upoint)", 
ç,s- ' SO( Para metro deve ~cr um obJeto do upoint); 
~M-> T esi.'IJn\'nnante(). 
met • "up()", 
CSI:'->up{): 
cst-:>Testa_lovan.lnlc(): 
~rq ., .. "Caso_tcMc:2_0 O K!\n". 
;;rq nush(); 
css->Rdator("Result txl" ) 
~rq ... ~ "In'': 
••q do•e(). 
d~lcte c<t; 
C•llth(char• c) { 
) 
arq .c c "Caso_tcstc2_0 \n". 
arq Oush(), 
c.. ~'ul << " ... l', 
arq <' <c<< "In". 
arq << "Merodo chaffilldo " <<mel << "In"; 
arq Ousb(J; 
csr-:>Relator("Resullt'<l"), 
arq <..< "In". 
.uq close(), 
catch( ) { 
orq close(). 
I 
(A) 
semplate <class Tor o'> 
vood Caso.leste2_0(Toro• cst) 1 
char • mel• new c har[JO] . 
ofotream arq(Resuh lxt",t0>:'3pp). 
'"' opuon 3, 
of(' nrq) 
eoul <:< "t:no abrindo arqJJJ vo• In", 
e lse 
coul << "Arqusvo crmdo! \n" , 
try I 
I 
C.jl-> T es~_lnvan:mtcO. 
mel • "go(uu opnon)"; 
C>l:'-'"go(<>pltOn); 
arq • • "Mctu<lo ch~rnado: • <<: mel -.< "\n". 
arq flu$h(), 
cst->Te.stu_lnv;\roante.(l: 
met • "up()"; 
css-'-up(), 
ar'l << ''Mctodo chamado •· << mc1 '"" "In", 
a~q.llush(l; 
cst-.. l'est:n...lnHnanleQ; 
~rq << ·caso_rellte2_0 OK'\n". 
arq nush(). 
cst- :>Rt latw("Result cxt"); 
:.uq << "\n". 
arq close(). 
dele!~ CSI. 
Cltch(ch:.r• cl I 
I 
arq <<- "CAso_lestel_O \n" : 
arq t1ush(): 
cout << '' .•. ". 
õlrq << c << "\h''. 
arq , ._ "Metodo chamado. " <~· met << "\n"; 
arq.llush(). 
t>t-~Retatoti"Resulltxt"), 
arq «< "In", 
~rq eloscO. 
ca1ch( ... ) I 
arq.closc(): 
) 
{B ) 
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Figura G.-1. (A) Exemplo de caso de te::.t.e gerado pei<.J. ConCAT pata a clru;,se Elevator; 
(B) Mesmo Caso de teste mstanciado 
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1. Construir o modelo de fl.m:o de transaçfto para a versão base; 
2 Determinar o conjunto de testes T da versão base P utilizando a ConCAT; 
3. Instrumentar a classe da versão base para executar o conjunto de testes T. A ins-
trumentação consiste na inclusão de pós-condições, invariantes e métodos relatores; 
4. Selecionar o conjunto de t·~stes T ' para a versão beta, sendo que T' Ç T é gerada 
utilizando a estratégia de teste de regressão proposta em 6.2.1; 
5. Atualizar instrumentação da classe para a versão beta; 
6. Testar a. versão beta P ' utilizando o conjunto de testes T ' ; 
7. Gerar o conjunto de testes T" para testar as novas funcionalidades da versão beta, 
novamente utilizando a ConCAT e conseqüentemente a técnica HIT . 
8. Testar a versão beta usando o novo conj unto de testes T" ; 
9. Criar T'" , um novo conjunto de testes e histórico de testes de P' , onde T " ' é igual 
a união de T ', T" e T (exceto obsoletos) . 
O passo inicial desse processo prevê a. construção do MFT (detalhado na seção 6.1.1) 
para a versão base, que servirá como entrada para a CunCAT após conversão para a 
representação adequada, conforme mostrado na seção 6.1.2. Esse passo só será necessário 
se a classe não for testável. 
O segundo passo do processo ·:::onsiste em gerar a seqüência de testes e drwer utilizando 
a ConCAT conforme mostrado na seção 6.1.4. O que só será necessário caso a classe não 
tenha sido testada antes, caso ceont.rário, os testes já estarão no histórico de teste..s. 
A informação de cobertura dE· testes para a classe Elevator é apresentada na figura 6.5. 
Nessa figura se observa que um objeto de teste relaciona uma transação com o caso de 
teste que a cobre. Cada caso de teste é identificado por: "Caso_testeX_O", onde X é um 
número seqüencial. Cada linha apresenta uma transação possível, onde cada um dos 'm' 
representam a identificação de um dos métodos da classe (conforme definido na descrição 
do modelo de teste - figum 6.3). Além disso, Lambém é apresentado o nome do arquivo 
onde está a implementação de cada caso de toste: "Elevator_ctO.cc" . 
Na figura 6.6 , é apresentado um drtver específico para execução da seqüência de teste, 
onde existe a inclusão do arquivo contendo os casos de teste (Elevatm·_ctO.cc) e também 
do arquivo do código da classe (Elevator.cpp) . No drwer também são instanciado~ objetos 
da classe, um para cada caso de teste definido. 
No terceiro passo do proces;:;o incluem-se assert ivas no código da clas..<ie, antes da 
execução do conj unto de testes, conforme descrito na. seçã.o 6.1.3, que só será necessário 
6.2. Testes de Regressão - un1a Estratégia 
objeto_tst( 1 ,['mO 1', 'm03 ', 'm02' ],'Caso_tcstc 1_0' ,'Elevator_ctO.cc'). 
objetO_tst( 2,(' mO 1' ,'m03 '. ' m04 ' ,'rn02'],'Caso_teste2_0'. 'Eievaror_ctO.cc '). 
objeto_tst(3,['m0 I ',' m03 ', · m04 ', · rn06', · m02 ']. 'Cuso_teste3_0', 'Elevalor_ctO.cc'). 
objeto_tsl{4,('m0 I ', 'rn03' , 'mOS', 'rn02'],'Caso_testc4_0', 'Eievator_ctO.cc'). 
objcto_tst(S,['mO I', 'm03 ','mOS ', 'm06' , ' m02'], 'Cnso_tcstcS _O', 'Eievator_ctO.cc') 
ObJeto_tst~ 6.['m0 I', 'm06 ' , 'm02 '], 'Caso_teste6_o· ,'Eievator_ctO.cc '). 
Figura 6 .. 5: Cobertura dos testes gerados pela ConCAT para a classe Elevator. 
#incl udc <fstream h> 
#mcludc <iostream.h> 
#inc lude "Elcvator.cpp" 
ll includc "Elcvator_ctO.cc" 
#define MAX_ANOAR 4 
l/define TESTE 
void mainO { 
} 
Elevator* obj I = new Elcvator(MA)(_AND,'\R); 
Caso_tcstcl _O(obj 1 ); 
Elcvator• obj2 = ncw Elcva!Or(MAX_ANDAR); 
Caso_testc2_0(obj2); 
E1cvator* obj3 • new Elevator(MAX_ANDAR), 
Caso_tcste3_0(obJ3); 
Elevator• ObJ4 ~ new Elevator(MAX_ANDAR). 
Caso_testc4_0(obj4); 
Elcvator• obJ5 = ocw Elevator(MAX_ANDAR); 
Caso_tesr<•5_0(obj5); 
Elevator• obj6 = new Elevawr{MAX_ANDAR); 
Caso_reste6_0(ohj6J; 
Figura 6.6: Driver de teste para a classe Elevator. 
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se a classe ainda não foi testada . A figura 6.7 representa a classe Elevator após tornar-se 
urna classe testáveL 
*'llld uck ~ .I)St.rt.'11nl h> 
1/•nd ude<:ttdhb h.,. 
wldine UP I 
•Utii~ lX)Vl'N 2 
cypedef uu DlrtCtivn, 
cll it E/ePr;((U . p u Mil: AutQ/4!~-te r 
Jhlbhc 
#ifde[TESTE 
''Oid Tt'$TO J nWirlanteO f 
lm•(trhmuuhi~ 1- NULL); 
,•oid llt/Rtor(chttr" a.tqiliWJ) f 
ofitrP-fzm resllltad os(llrlj!Jtvf). ios: : llpp): 
if(Jresultailosl/ 
t"m.tl << ,.En·q (1/)y{, dq .uquivq relutQr f \" "~ 
e..dt(0) : 
eis e( 
rt-~,,blldfU <-< '(CUIUlE.f'IT _,FLOOIJ:. " <-<.. curren1_JI~· << "In" : 
fff.sll ltados << "'CUR.R.ENT_OIRECTION: •r << t'Ju r4'n t _d,.tUit0 tJ <.< '111 ' '; 
raHú(JJ/os << " TOP_FLOOR: ' ' << TOP_FlOOR << ~•111 ,.; 
' n HfiM4os <:.< "BOTTOM _FLOOR: •• << hortumJ I(}ur •t< " ln ,.,; 
r~H(Utdo~.Jf''-'h0; 
,tswJuuJos << ''ln ",· 
rdkiUuloJ.C'/Q~eO: 
8e":11or (mt t_wp_ll•10ft i 
evrr4lll_floor =-I; 
currt'(lt_dm~ct;u;.n • lJP, 
tOp_flum • l_top_lloor 
boctom_Jloor - 1. 
~·md up(l I 
.. urrctu_dlr~'tx'' .. UI"': 
Po.~_t'nndkao(çurrcm_noor>"" 1), 
VNd dO\\'fl{) ( 
C\lrrcnr_diroction * 00\\'N, 
PoJ_c~onJltuvfcu.rri!Ht_jlour >• IJ; 
Oirechon c.hrectwn() ( 
Pos_conditiUJ(turrt>Jf.l_dírt'crion ,_. UP // t'f4" em_JirectUm == OOJV!'.~; 
ttcun• cun eo1_dlr«tlon: 
vtrtu~fvozd go lm( Oood ( 
mr vahd ... \'i!ti\Lfloortlloor), 
~r (:vllhd_floor(1loon l { 
,;(lU~~ .. < · ·l.rw;dul flO<'Irmw~". 
Pfn_t.'i.HiiliL·ai.l{jlttor > t.qpJl.o(ufíjllHJf' < hottom.JIW~r); 
r.:tu~ 
Jf(floor > -current_tlQQt) f 
up(J; 
eout <,.. ··Ete ... ator is gomg up' ': 
t'Jl<- iftllOlw-- < wrn:nL.nóor) f 
d(W.TI(•, 
c-out << Ele\":ttor ,, gllmg d•l \\'n''; 
che ( 
Por_,·onúirao(jloor- rt.urrntJ hnu); 
reMn.; 
tf(çuneot,.dll"t:CII\)n .. c UP) r 
wJulc I(Çl.Jtrem_íloor t a fh>>rl 
&.& fcone.nt_Ooor <• tvp_Ooot)'l 
adrl(cu rt't'nt_11QoT, I }; 
dst ( 
~bi1t ltcurr"!'lt_flc)C)I' ... 11VOt· i 
&& l"-'UM'fnL OOOr .r- boUOIIl_ tloor)) 
~dd(eu.tttnuloor - 1) 
l'liS_t'(JnlfkatJ({:(41'U ni_J/('Of" = j lOOtJ: 
I. 
Figura 6.7: Classe ElevatO?· após a instrumentação. 
Na seção 6.2.1 é descrito com J alcançar o conjunto de teste de regressão (quarto passo 
do processo) . 
Caso ocorra alguma alteração na especifica.ção da classe entre a versão base e beta, as 
assertivas devem ser atualizadas para satisfazer essas mudanças, conforme passo 5. 
Depois ele encontrado o conjunto de testes ele regressão, a versão beta ela classe sob 
teste deve ser testada ut ilizando esse conjunto de teste, conforme indicado no pas:;o 6 da 
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estratégia. 
Após a realização de uma análise da classe na versão beta, se essa possuir novas 
funcionalidades, deve ser determinado quais métodos foram alterados e quais são novos 
em relação à classe base. A partir dessa análise, a ConCAT irá gerar os testes usando a 
abordagem HIT, como nos testes de subclasse, satisfazendo o passo 7. Esse novo conjunto 
de testes encontrado deve ser aplicado para testar a classe beta, conforme passo 8. 
Por üit,imo, no passo 9, o conjunto de testes assumido como base para os testes ela 
próxima versão deve ser atualizado considerando o conjunto de te..stes de regressão para 
a versão beta acrescida do conjunto de testes que abrangem as novas funcionalidades. 
A figura 6.8 representa um esquema da estratégia proposta para teste de regressão. São 
mostradas a superclasse e a subclasse na primeira versão P e na segunda versão P'. Ao 
lado das classes de P, são mostrados os conjuntos de testes obtidos através da ConCAT : 
Te Tsub · A seta ligando a superclasse nas duas versões representa a utilização ela técnica 
para obtenção do conjunto seletivo de teste de regressão, T' . O mesmo é observado com 
a seta ligando as duas subclasses, onde o conjunto r:ub é obtido. Além disso, o conjunto 
de testes para as novas funcionalidades das classes em P' devem ser obtidos, e novamente 
a. HIT é considerada. para a reutillzação dos testes, sendo gerados os conjuntos de teste 
T" e T~~b para a superclasse e subclasse, respectivamente. 
~ r" 
HIT 
~ I T" 
s ub -~ sub 
'----" 
H'.f..t•~ 
! IOVO.~ 
Figura 6.8: Esquema para representar a estratégia de teste de regressão. 
6.2.1 Seleção de testes de regressão 
Depois da obtenção do conjunto de testes para a versão base (segundo pa.sso citado na. 
seção anterior) , a questão é como encontrar um subconjunto desses testes a ser aplicado 
na versão beta. 
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Na seção 3.6 foram apresentados padrões para redução de um conjunto de testes para 
teste de regressão. Dentre os padrões propost.os, iremos nos basear em Reteste baseado 
em segmentos modificados por ser baseado em percurso em um grafo (no caso, o grafo 
de fluxo de controle) . Dessa forma, como temos o modelo de fluxo de transação para as 
classes representado também por um grafo, julgamos essa técnica a mais adequada. 
O reteste baseado em segmentos modificados usa o algoritmo proposto por Rothermel 
& Harrold (1994), onde é realizada a representação do código na forma de grafo de fluxo 
de controle. No grafo de fluxo de controle os nós representam instruções do programa e 
as arestas representam o fluxo de controle entre instruções do programa. Em um grafo 
de chamadas, os nós representam procedimentos, e as arestas, a hierarquia de chamadas. 
O algoritmo visa comparar os gra.fos representando os programas P e P' (nova versão de 
P), de forma a identificar as diferenças entre os dois grafos com relação a uma entidade 
considerada. No caso do algoritmo apresentado em (Binder 2000b), essa entidade é uma 
aresta (ou segmento) do grafo de fluxo de controle. São selecionados testes que exercitam 
os segmentos modificados. 
No caso deste trabalho, o graJo representa o MFT, onde cada nó corresponde a um 
método da interface pública. da. .;;]asse, e o segmento representa o fhu::o de execução dos 
métodos. 
Para. selecionar o conjunto dE: testes de regressão . deve-se ut ilizar o procedimento de-
finido para Reteste baseado em Segmento Modificado, conforme mostrado na seção 3.6, 
para a obtenção da. relação entrE· os arcos e os casos de teste que o exercitam. Esse pro-
cedimento faz-se necessário já que o algoritmo mostrado na. figura 6.9 realiza comparação 
entre arcos do grafo (MFT) e a ConCAT gera os objetos de teste com transações (conforme 
mostrado na figura 6.5) , representada por uma seqüência de nós. 
A seguir são mostrados os passos propostos pelo procedimento para Reteste de Seg-
mento Modificado exemplificados para as classes Elevator e sua nova versão Elevator 1, 
cujo código está apresentado na figura 6.10: 
1. Gerar os dados ele análise de cobertura de casos de t.e.ste indicando quais arcos são 
atravessados em cada caso de teste (mostrado na figura 6.11) . 
2. Relacionar cada segmento (arco) com os casos de teste que o exercitam (conforme fi-
gura 6.12). A partir dos objetos de teste que foram gerados pela ConCAT most,rados 
na figura 6.5, e da identificação dos arcos mostrados na figura 6.3 aplica-se o pro-
cedimento implementado e.rn "converter" (disponível no apêndice E) para obtenção 
dessa relação. 
3. Identificar as alterações de uma versão para outra junto com a classificação dessas 
modificações: novo, mesmo, alterado ou removido, mostrado na figura 6.13. A 
6.2. Tesies de Regrc..r;sã.o - uma Estratég ia 
SGLECAOTESTES(P. P'. T) 
L T' ,__ 0; 
2 E,__ 0; 
3 Obtenha. G e G', MFT para P c P ', com nós de entrada e e e' 
4 COMPARA(e, e'); 
5 para cada arco (nl ,n2) pertencente a E 
6 T' - T' U CasosTeste((n l. n2)): 
7 retorna T'; 
8 
COMPARA(N, N') 
1 Marque N com 'N'-visitado' 
2 se arcos de saída para N' não equivalentes a arcos de Múda de N 
3 entao 
·l 
5 
G 
7 
8 
9 
10 
11 senao 
12 
13 
14 
15 
IG 
17 
18 
19 
20 
para cada sucessor C de N em G 
se arco de saída C' de C:' não equivalente a arco de saída C cJe G 
entao 
E- EU(N ,C); 
se C não é marcado com 'C'-visitado' 
entao 
Co:.tPARA(C. C'); 
para cada sucessor C rlc N em G 
se C não é marcado 'C'-vbita.do · 
entao 
se C e C' não são equivalentes 
entao 
E+- E U(N, C), 
se na o 
COM!JARA(C, C') ; 
Figura 6.9. P:seudo-código do algoritmo de seleção de testes de tegres:são. 
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J #1nc:lude '- IOStre<~m h> 
2. #1ncl1.1dc <s1dlib.h> 
3 #d<rine UI' I 
~- ~define DOWN 2 
5 typede:l" nn DirectiJ."n: 
6 
7 elas< Elevator l 
S public: 
9 El<vator (ont l_top_Ooor) I 
1 O cul1'enl_floor - - L 
J I currcn1_dir<!clion ... UP. 
12 IOp_Ooor ~ Ltop_noor; 
13. bouom_floor ,... I ~ 
14. I 
15 
16. vonual -Eicvator() { I 
17 
18 
19. 
20 
21. 
22. 
vmd op() { 
currcJJt_dircaaon =UI)~ 
I 
void down() l 
23. CliHel'lLdir~c••on • DOVlNt 
24. I 
25. 
26 
27. rCLun\ curren1_d1rt~Cl10n : 
2S. I 
29 
19.1. iHt "'loich..floorQ 1 
Jtj,}, re/UYIJ ('UfUJI I..}li)UI',' 
19.1. 1 
30 vuto • J void go (int Ooor) I 
31. inL vahU ... vahd_Oooc(Ooor) . 
32 i f (' v•Jod_Ooor(Ooor) j I 
33. CNíl <<" 4ln"-af•d íloor requ~o--sf\n .. : 
34 re-1un1: 
35 1 
36 i f t lloor ~ currenl_noor) I 
37 up(), 
38 C(l\il << "'Eirva1or ts goiftg llp· · . 
J9. I 
40'~ 1.1/:.:~t if(/leor <- cu,.rftn.t_jlf,or) { 
41 ~ uownQ,· 
41 '. t'Out <~IY· E I~ to r is gobJG Jown ' ': 
4.1'. I 
44 '. 
44. 1 
4S '. 
46 
47 
48 
49, 
50 
51 
~2 
(l'Ü'ef 
co11f <<•·F.ftr~ator is on tiJe $G,H! floor",· 
returtJ: J 
i f t::urrenl_direction - Ul'} ( 
wtule ~(cu.rreni_tloor !""' fi<._Jr} 
&•i< (cu~rcnt_Ooor <• IOp_noorll 
addtc\l~nl_floor, J ); 
} 
elsoJ- ~ 
whdc ((curr<nUloor !x í\oor) 
&& {curre-nt_floor <.x l>o.HO•ll_tlooi)) 
add(currcnt_floor,- )); 
53 } 
54, }. 
55 
5(,. pnv;~tc; 
51. adJ{iul &a.. eons t lnt &b> ~ 
58. .l·~+b, 
5Q 
bO 
61. int ..,~lid_floor(int 0QQr) ~ 
b2. of((floor > top_~oor) 11 (floor < bouom_floorJ) 
6.l rcmro O. 
~-
65 
JC1(iJtl l . 
67 prote-ctcd 
68 wl cun~cn\lor. 
69. Dircctlon !:utrcnt_dtreccioo.; 
10 nu top_Ot'M.I.l , 
71 int bottom_floor-, 
72 I, 
74. vmd m~in (int argc. ehau ,..IArgv) { 
15 Elevatoc *t_pU', 
76. 
11. e_po- = n.:w Elevatur(IOj, 
78 •..rrtr _,. gol2); 
'q ) 
Figura 6.10: Código ela segunda versão da classe Elevator). 
Identificação de cada arco: 
aO! =arco (nO 1, n03); 
a02 =arco (n03, n02): 
a03 =arco (n03, n04); 
a04 = arco (n04, n06); 
aOS = arco (n03, n05): 
a06 = arco (nO l , n06); 
a07 = arco (nOS, n06); 
a08 =arco (n04, n02): 
a09 = arco (n05, n02): 
alO= arco (n06, n02); 
Análise de cobertum por arco: 
c.aso_ teste 1_0: aO 1, a02 
caso_ te$tc2_0: aO l , a03, a04, alO 
caso_ testc3_0: aO l, a03, a08 
caso_teste4_0· aO I, a05, a07, a 1 O 
c-aso testeS O. aO l , aOS, a09 
c-aso_teste6_0: a06, a 1 O 
Figura 6.11: Análise de cobertura de arcos para a classe Elevato·r. 
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Relllç:io entre cadu arco e caso de reste que o nerclra: 
aO I Caso_teste l_O aOS C3so_testc4_0 
aO I Caso_tcstc2_0 aOS Caso_teste5_0 
aO I Caso_ teste3_0 a06 C:Jso_tcs te6_0 
ao l Caso_teste4_0 a07 C3so_tcstc4_0 
aO I Cnso_teste5_0 n08 Cn.~o_tesle3_0 
a02 Caso_resrc 1_0 a09 Caso_resre5_0 
a03 Caso_t~te2_0 aiO Caso_reste2_0 
aOJ Caso_testeJ_O aiO Caso_reste4_0 
af14 ca.,o_teste2_0 a iO Caso_tesre6_0 
Ftgura 6. 12: Relação de cada. segmento com a tdentificaçào do caso de teste que o exercita. 
obtenção dos métodos novos, inalterados ou modificados pode ser fetta usando-se 
uma ferramenta de controle de vetsõe.s. 
Relatóno de controle tle a lteração: ClassJiicalão de cada arco de beta 
Base Bera Cl3ssJiica('õo em r~ acão a versão bas~. 
aO l=(nO l.n03) (nO l ,n 13} allemdo aO I aherado 
a02=(n03 ,n02) (nl3,n02) ~ llerado a02 alrerado 
a03=(n03.n04) (n13,n04) alterado a03 alterndo 
a04=( n0-tn06) (n04,n06) nu:smo a04 mesmo 
aOS-(oOJ.nOS) (n 13,n05) aherotlo a05 alterado 
a06=(n0 l.n06) (n0l.n06) mesmo a06 mesmo 
o07=(n05.n0()) (n05,n06) mesmo a07 mesmo 
u08=(n04,n02) (n04,n02) m~rno aOS mesmo 
a09=(n05,n02) (n05.n02) mc,.no a09 mesmú 
31 O=(n06, n02) (n06,n02) mesmo a iO mesmo 
a iiM(nOI ,nl7) novo 
al i novo 
al2=(n17,n02) novo 0112 novo 
Ftgura 6.13: Compatação e classíficaç5.o de cada segmento na versão base e beta. 
4 Ordenar dos dados apresentados nas figuras 6.12 e 6.13 para obtenção de uma lista 
ordenada de caso de teste e dassificaçã.o do método na versão beta, conforme mos-
trado na figura 6.14. 
Com as informações obtidas no qua.tto passo (mostrada na fi.gun-1. 6.14) é possível 
definir os testes que devem ser aplicados para testar ~versão alterada: se um método de 
uma classe é considerado alterado, então os casos de teste que o axerciLom farão parLe 
do conjunto de testes de regressão; para 1\S demais classificações dos métodos ( confonne 
prU\.-;O 3), us caso:s de wstc não são sclcciouados para o conjunto de teste de regressão. 
Como se trata de te:-<tes caixa-preLa, a regra definida em ( Binder 2000b) referente aos 
segmentos removidos n5.o se aplica. dado que quando um método é remov1do da iuterface 
pública da cla....:;se, não há como executar os testes desse método , já que ele não existe mais. 
Por tanto, o a lgoritmo, mostrado na figura 6.9, foi a.dapt.ado para o universo int.ra-classe, 
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Ordenação pelo identificador do caso de reste. 
aO! alt.erado 
a01 tl 
aOI t.2 
aOI t3 
aOI t4 
aOI t5 
a02 ai terado 
a02 ti 
a03 ai ter a do 
a03 t2 
a03 t3 
a04 me5mo 
a04 t2 
aOS alterado 
aOS t4 
aOS t5 
a06 mesmo 
a06 t6 
a07 mesmo 
a07 t4 
a08 mesmo 
aOS t3 
a09 mesmo 
o09 t5 
aiO mesmo 
:) lO t2 
aJO t4 
aiO t6 
a l i novo 
aJ2 novo 
Figura 6.14: Lista ordenada de casos de teste e classificação das alterações de cada. seg-
mento. 
sendo que só serão selecionadas seqüências de teste que exercitam métodos (representados 
em nós no grafo) classificados corno alterados. 
Para encontrar o conjunto d•:J teste de regressão para testar a nova versão da classe 
Elevator' deve-se aplicar o algoritmo da seguinte forma: inicialmente o MFT para cada 
versão da classe deve ser obtido: conforme mostrado na figura 6.15, sendo G o MFT 
de Elevat01·, e G1 o MFT de Elevator '. A seguir, a função Compara é chamada com os 
parâmetros e = N = n Ol e e' = N ' = nül , sendo e o primeiro nó do grafo G e e' o 
primeiro nó de G'. Compara marca nül de G com o texto "nO!-visitado" . Ao compa-
rar nOl de G com nü l de G', verifica-se que seus arcos de saída (n0l,n03) e (nül ,nl3) , 
respectivamente, não são equivalentes e depois de incluir o arco de G no conjunto E 
que é o conjun to de arcos não equivalentes, de forma que E = (nOl , n03) , todos os 
nó::> C sucessores de e em G sào comparados com os sucessores C' de e' em G' . Ao 
comparar n03 de C com nl3 de G', após marcar o nó n03 com o texto "nl 3-visitado" , 
novamente é descoberto que os arcos de saída. dos dois nós comparados não são equi-
valentes: arcos de saída de n03 = (n03 , n02), (n03, n04) , (n03, n05); arcos de saída de 
n13 = (nl 3, n02) , (nl 3, n04), (n13, n05); assim novamente os arcos de saída de G são 
incluídos no conjunto E , logo E = (nOl, n03), (n03, n02), (n03, n04), (n03, n05). Obser-
vando a figura 6.11, conclui-se que os arcos aOl , a02, a03 e a05 fazem parte do conJunto 
E. 
Depois que todos os nós de G estão marcados com o texto "N'-visitado" , a comparação 
termina, e a execução volta para SelecaoTestes, onde todos os casos de teste que exercitam 
os arcos contidos no conjunto E == { oOl , a02, a03, a05}, que são os arcos classificados como 
alterados (Binder 2000b), serão incluídos no conjunto de testes de regressão T' . Dessa 
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(A) lB) 
Figura 6.15: (A) MFT para a classe Elevator; (B) MFT para a nova clas::;e Elevatot '. 
forma T ' conterá. t.odos os casos de testeb gerado pela ConCAT que envolvem testes do 
nó n03 corre:,ponclente ao método ·'go" da cl&:;.')e Elevato1·. 
Conforme mo~trado em 6.11 nota-se que apenas o sexto caso de teste não exerci&a 
esse nó. Logo o conjunLo de testes de regressão T ' será composto por: Caso_testeLO, 
Caso_teste2_0, Caso-teste3_0, Caso_teste4_0, Caso1este5_0 (conforme figura. 6.16). 
Resultado obtido pela aplicação do algoritmo nas versões da classe Elevator: 
T' = {Caso_testel_O, Caso_teste2_0, Caso_ tcsl'e3_0, Caso_teste4_0, Caso_tl·ste5_0) 
Caso_teste i _O = {Eievator, go, -Eicvator} 
Caso_teste2_0 = {Eievator, go. up, -EicvatOr} 
Caso_teste3_0- { Elevator, go. up, dt recllon, -Elevator} 
Caso_teste4_0- {Elevator, go. down, -Elevatorl 
Caso_teste5_0 =f Elevator, go. down, dtrection, -Elcvator} 
Caso_teste6_0 = { Elevntor, dtrecuon, -Elcvator I 
F1gnra G L6· Conjunto de tes~:e tle rcg1essão para a classe Elevatm. 
O exemplo npresentado referente à classe Elevator trata do pior caso para a estratégia 
de seleção de t.estes de regressão. Como todas as transações, exceto uma, passam pelo nó 
alterado. referente ao método ··go'', o ganho com relação a estrat.égta. retest.a t.udo não é 
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ulto, poi~ só e!Jmma um caso de teste do conjunto intctal 
Caso a. versão beta da classe- Elevator ·- apresent.a~sc nlt oração no método '·down" ao 
tuvet; do méLodo "go'' , o nó que t·~ria sofrtdo ülteração seria nOS. Ao executar o algontmo, 
o coni unto elos arcos alterados seria.: E = { a05 , a07, a09}, sendo que o conjunto de teste 
de regressão T' seria composto por todos os casos de t.esLe que passam por esses arcos 
(uquelt>..s que envolvem o nó n05), T ' seria composto por: C(LSOJ.este4_0 e Caso_teste5 _0. 
Logo, o ganho com a seleção do conj umo el e teste ele regressão j á representaria uma 
economia de dois terços nos test·es a serem executados. 
6.2.2 Manutenção do conjunto de testes d e r egressão 
Para. que o conjunto de teste de regressão paranma t.ercetra. versão da classe Elevator possa 
ser encontrado. fau-se necessário manter o conjunto de testes da classe sempre atualizado. 
Dessa forma, sempre quf' os t.estes de uma nova vet são sã.o plo.nejados, o conjunto de testes 
deve passar por manutenção. 
Para que o conj unto de teste de regressão mantenha-se awalizado, é nPcessário remover 
aqueles t~tes que se enquadram na classificação proposta na seção 3 4. No exemplo 
proposto, como nenhum método fo1 removido ele uma versão para outra, ou mesmo teve 
sua funcionalidade alterada. nenhum dos teste:; seria removido do conjunto inicial. Porém, 
o~ tesLe::. referentes aos novos métodos devem ser actescemados ao conjunto inicml para 
formar o novo conjunto de Leste de regressão. 
6.3 Teste de Regressão no contexto da subclasse 
Testes de regressão devem ser aplicados sempre que (Binder 2000b): uma nova subclasse 
é criada, uma nova versão da superclasse é de:;f'uvolviclu., e uma nova versão da subclasse 
é crtada 
A egw r l)e1ão mostradas as t.écnicas adotadas par(!, sele<.;ão dos Lcst,cs de regressão em 
cada caso. 
6.3.1 Criação d e uma nova subclasse 
Neste caso os te&tes da superclasse devem ser reaplicados na subdasse e novos testes 
cnaclos para a subcla..--se. Para tanto a ConCAT permite o uso da abordagem HIT para 
deternunar quais casos de teste podem ser remili.-:ados da ::.upcrclu:,se, e quais precisam 
ser gerado~ pata englobar as novas características da subclassc. Para que a. técnlcn HIT 
seJa aplicada, ex1stem algumas r·~tnçôes que devem ser ob::;ervadas, conforme descri to no 
capítulo 5. scçiio 5.2. Com isso, ter-se-á o primeiro conjun to de Le~:.Les para a subclasse. 
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A classe utilizada como exemplo nesse capítulo, Elevator, possui uma s ubclasse deno-
minada AlarmElevator, cujo código é apre.sentado na figura 6.17. A subclasse AlarmEle-
vator apresenta dois métodos novos em relação a superclasse: "check_alarm" e "check_-
weight" . Além disso, o método "go" é redefinido. Com isso, o modelo de fluxo de transação 
também precisa ser atualizado: a figura 6.18 representa a interface pública da subclasse, 
considerando os métodos herdados da superclasse. Na figura., os nós destacados corres-
pondem a,os métodos novos da subclasse e ao método redefinido. 
I OO.cl•ss A larmEicvator · pubhc Elevator 1 
101. public 
102. Alarm61ev~tor(>nt top_floor) · Elevator(top_floor) ( 
103. eJevAlarrn ~ new AlarmO; 
I 04 ftre_alarro_on z O, 
l OS l 
I 06 vo•d go(mt floorl { 
I 07 of ( '( fire_alam\_on)) 
108. Elevator:.go(flo.or}, 
109 
11 O vood check_ weoght(int weight) ( 
11 1 1f(weight :> MAXWEIGIIT) { 
112. ckvAinrm->alarno_type • WEIGHT, 
113. cbeck_alarm(elevAiarm): 
114. l 
115. l 
11 6. void check_alarm(Aiann •.\) I 
11 7. i fl.x->al~nn_type ~= FIRE) l 
11 8. x->set_abnnO. 
119. ftre_alann_on & I: 
120. J 
121. else •f((x->alann_type =- WEJGHTJ 
&& !(firc_al•rm_on)J I 
122. x->set_alam•O, 
123. • lccp( I 0}: 
124. x-:>rcsct_:.llarmQ, 
125. I 
126. else I 
127 x- >reser_alannQ; 
128 lire_alarm_on =O: 
129 } 
130 \ 
13 I , protect: 
132 AlaiTtl •etevAiarrn: 
133 " '' tire_alarm_on; 
134 }: 
200 dass Alsrm { 
201 publíc 
202 .'\larm() 
203. ( alarm_on ~O; I 
204. void sct_alann() 
205. { alam.\_on • I ; f 
206 votd reset_alarmO 
207. { alarm_on =O:} 
208 mt •s_alarm_on() 
209 I return alarm_on;} 
210 10t alarm_type, 
21 1. protecte.d: 
212 int alarrn_on: 
2.13 }; 
Figura 6.17: Código da subclasse AlarrnElevatoT da classe Elevator. 
Para. o teste da subclasse, a especificação base do modelo de testes (representada 
na figura 6.19) é passada para a ConCAT, indkando que AlarmElevator é subclasse de 
Elevator conforme indicado na primeira linha da especificação base (terceiro parâmetro 
é o nome da s uperclasse). A partir dessas informações, o protótipo gerará a seqüência 
de testes que deve ser aplicada. para os testes dessa subclasse. Essa seqüência de teste 
contém apenas os testes para os métodos novo::; ou que sofreram alterações na subclasse 
em relação a superclasse, o que é indicado pelas palavras 'novo' e ' redefinjdo ' apresentadas 
na figura 6.19. 
No teste da subclasse são reutilizados os casos de teste da. superclasse, TE, para 
aqueles métodos que foram herdados sem modificações da interface pública da super-
classe. Além disso , cria.-se o novo conjunto de testes, TA, para as novas funcionalidades 
da classe derivada. Assim, AlarmElevator deve ser testada com o conjunto de testes: 
Tsub = {TEU TA}· Onde TE foi apresenta_do na figura 6.5 e TA = { Caso_testeL1 = 
{mül, rn07, m08, m02}, C r.1so_teste'2_l = {m,01, m08, m02} }, onde ' m' é a identificação de 
cada nó mostrados na figura 6.19. Dessa. forma Tsub será composto por oito casos de teste: 
seis herdados e dois novos. 
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figura 6.18: ~lodelo de fttL-xo de trausa<;ão para a classe AlarmElevator. 
classe(' Al.mnEiev:.nor' ,n,'Elevator' .m 
paramctros_tcmplate(f]) 
atrtbuto('eh: YA lurm ',stnng,(' Al3rm •·],_) 
atnbu to( 'fite_olann_oo' ,mL._,.J. 
mctodo(mO I,' Alam1Eicvator · ,_,construtor, I). 
metodo(m02. '-Alarm.Eievalor' ~,de::trutor,O). 
mctodo(m03, 'go'. 'void' ,redefinido, I ) 
metodo(m04, 'up', ·~01d' .recursJvo,O) 
mctodo(m05, 'down '.'mt '.recursivo, O). 
metodo(m06. ' d1rection ·. · 0Jrecuon ·. ·ecursivo,O). 
ntetodo(m07, 'check_wc1ght' -'' 01d' , 10•0, I ) 
metodo(m08. ' check_alann ' , ·.,01d' .no.,o.l ). 
paramctro( ' top_Ooor' ,mO !.obJeto, 'mt' ._) 
paramctro(' noor' ,m03.objcto.'int' ~'· 
par dmetro(' wetght' .m07 .objeto.' mt · ~l 
paramctro(' x' ,mOS ,stnng,[' Alarm • '}._). 
nO( nO I.stm,4,[m01}) 
no( n02 ,nao.O,[m021) 
aao(n03,nao.3.[m0J J) 
no(n04,nao.2,[m04]) 
no(n05,nao,2,[m05]) 
no(n06,nao, I ,[m06]) 
1101 n07 ,nno. l.[m07l) 
no(n08,nao, I.[m08]) 
arco(110 l ,n03) 
an:o(nO l,n06). 
arco( nO I ,n07) 
arco( nO l.n08). 
arco(n03,n04) 
arco(n03,n05) 
aaco(n07.n08) 
III CO(n04,n06) 
,arco(n05.n06) 
arcO{n03.n02) 
arco( n04 ,n02 ). 
arco(n05,n02) 
arco(n0S.n02) 
arco(n06,n02) 
Figura 6.19: Representação do modelo de Leste para a classe AlrwmElevator. 
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6.3.2 Alteração da superclasse 
Neste caso os testes da superclasse devem ser reH.plicados tanto na superclasse quanto nas 
suas subclas.<:es. E os test~ da subclasse também devem ser reaplicados. 
Para encontrar o conjunto de Leste de regressão para a subclasse, T~,w• o algoritmo é 
aplicado nas duas versões do MFT da 5ubcla&e Dessa forma, serão selecionados apenas 
testes que passam por ~egmentos modificados. Como apenas a superclassc mudou , todas 
as alterações selecionadas na subcla.ssc jA terão testes gerado:. para u :.upctcla.sse, e eles 
devem ser reutt lizados. 
Caso existA. a lguma interação entre os métodos adicionados à superclasse, que são 
herdados, e os métodos da subcla.'3se, o conjunto de testes para cobrir essas transações 
deverá ser cnado, r:~.b • com o auxílio da ConCAT. 
Para o exemplo, ao considerar que a nova versão da superclassc Elevator' possui o 
l\IFT apresentado na figura 6.15(B), onde é mostrado o novo método "whichJloor" c a 
ülteração no mótodo ·'go". O MFT para a ..,ubclasse .4larmElevator pos:.uiria a repre-
sentação mostrada na figura 6.20. 
Figura 6.20: 1\tlodelo de Huxo de transFLção para a subclasse Alam~Elevalor da classe 
Eleva to r'. 
Aplicando o algoritmo sobre os dois MJ?Tc; das subclasses, o conjunt.o de teste de 
regressão sena composto pelo conjunto de teste de regressão da supcrclasse, já que as 
alterações que existem entre os grafos são refeLenles aos métodos herdados da Elevatm··, 
então r.:,.b = { Cnso_te.steLO, Caso_t.este2_0, Caso_teste3_0, Caso..teste4_0, Caso1este5_0}. 
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Para encont rar o conjunto de teste r;~b (testes para características novas) para uma 
subclasse é necessário realizar uma análise de custo-benefício entre: re-instancia.r os teste.." 
ou reduzir o modelo de fJuxo de transaçã.o. Essa análise faz-se necessária devido à restrição 
da abordagem HIT quanto a hera.nça múltipla, logo uma subclasse só pode ser considerada 
derivada de uma única classe. L-essa forma, os testes existentes para a mesma subclasse 
na versão anterior não seriam maproveitados, tendo que ser completamente recriados e 
instancmdos. Para tentar diminuir o impacto desse retrabalho, existe a possibilidade 
de analisar o MFT da subcla::;sc· para. elirninu.r nós não modificados que não interagem 
com métodos modificados na superclasse. Assim, o modelo representaria apenas os novos 
métodos e interações, e o conjur.,to de teste gerado pela. ConCAT não repetiria. os testes 
da versão anterior da subclasse. 
Ao considerar a redução do MFT de Ala1·rnElevator, o modelo apresentado na figura 
6.20 seria reduzido pela remoção do nó n06 (método "direction") que não sofreu alteração 
e também não interage com as alterações herdadas da superclasse: n13 e n17. Com isso 
os a rcos (nOl , n06), (n04, n06), (n05 , n06) e (n06, n 02) também ser iam removidos. 
Como o novo método da superclt:ISSe Elevator', "which_fioor", não interage com méto-
dos da subclasse, o conjunto de testes para novas funcionalidades seria. apenas o conjunto 
herdado da superclasse. Logo, r:~b = T~ = { Caso_teste9_0 = {mOI, m09, m02} }. 
O conjunto T'" para a subclasse seria formado por T$'1.6 U T~t•b U T~,6 , que compreende 
ao~ 01to casos de teste de T.$v.b mais o caso d<~ teste para o método novo da superclasse 
contido em r;~,b · formando um conjunto com nove casos de teste . Corno o conjunto de 
teste de regressão da subclasse o:lrre::;ponde ao conjunto da superclasse, os casos j á estão 
contidos em Tsu/)) por isso não sã.o novamente considerados. 
6.3.3 Alte ração da subclasse 
Quando uma nova versão da subclasse é gerada, os testes da superclasse devem ser rea.-
plicados, assim como os testes dn, subclasse. 
Para encontrar o conjmTto de teste ele regressão r;ub para a subclasse na versão beta, 
deve-se aplicar o algoritmo (descrito na figura 6.9) utilizando os modelos de fluxo de 
transação da subclasse e de sua versão alterada. No MFT devem ser consideradas as 
modificações (alteração, remoção ou inclusão) na especificação da subclasse. 
Se a subdasse AlarrnElevator ' na versão beta contivesse alteração no método "up" e o 
método ''check_alarm" t ivesse sido substituído por "checlca.larml '' , o MFT da subclasse 
possuiria a representação mostra.cla na figura. 6.21 que é uma extensão do modelo da. su-
perclasse mostrado na figura 6.l ~, (B), que possui o novo método "whichJl.oor" e alteração 
no método "go" que também são herdados pela subclasse. 
Aplicando o algoritmo sobre os dois MFTs das subcla.sses, obter-se-ia o seguinte con-
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Figura 6.21 : Mocl~lo de ftuxo de ttansação para. a classe AlarmElevator' subclasse de 
Elevator '. 
Junto de arcos que ~ofreram alteração: (nl3 , /04), (!04, n06), (/04, n02) . E conseqüen-
t.cmente o conjunLo de teste de regressão seria formado pelas transações que exercitam 
o nó f04 , mostrado na figura 6.21 No ent.a.uto, como o conjunto de teste de regressão 
da superclasse é herdado pela subclasse juntameute com as suas alterações, as transações 
que cobrem esse nó já estão nesse conJunto. Logo, r;ub conLinuaria a ::;er tdêntico a 
T' = {Caso_tesleLO, Caso_teste2_0, Caso..tcstc3_0, Caso_teste4_0, Caso..tcstc5_0}. 
Para obtenção do conjunto de testes para as novas funcionalidades da subclasse. ~:~11 , 
novamente é neressária a análise do cusLo da redução do modelo de fluxo de transação ou 
ele re-instanc1ar o~ lestes. 
Uma vez que a alteração da subclas:;e possw um método novo "check_alarml", te-
ríamos que o conjunto r;~.t. = {Caso_te,te3_l = {nOl, f08 , n02}, Ca.o_teste4_1 = {nül, 
n07, f08, n02}} 
O conjunto T"' para a subclasse AlarmElevator·' seria formado por T.,uiJ U T~ub U r;~b• 
que compreende os 9 casos de teste dcscntos no final da seção 6.3.2 excct.o Caso_teste1 __ 
1 e Caso_LesteL2 coustderados obsoletos já que o método '·check_alarm" foi removido, 
acrescido dos dois ca.o:;os novos dessa subcla::.se, Lot.alizando nove casos de teste. Como 
T;ub já está incluso no conjunto T.,ub ele não é getado novamente. 
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6.4 Análise da Estratégia 
Ba...,eado no fra.mework para av•:~.Uação e comparação de técnicas seletivas de teste de 
regressão, descrita em maiores detalhes na seção 3.3, foi realizada uma análise qualitativa 
da estratégia proposta: 
• Quanto à Inclusão, o aJgoritmo seleciona todos os arcos que diferem entre as duas 
versões da classe e todos os casos de teste que exercitam esses arcos, logo todos 
os testes que atravessam métodos modificados são considerados. Portanto, todos 
os testes da versã.o base que podem produzir resultados diferentes em beta sã.o 
selecionados pela estratégia. proposta para teste de regressão, porém ela não pode 
ser considerada segura já que não é baseada em código. 
• Em relação à Precisão, como os casos de teste exercitam seqüências de métodos e 
não métodos isolados, pode-se dizer que a estratégia não seleciona seqüências que 
não passam por alterações, logo possui um alto grau de precisào. O algoritmo 
só seleciona arcos da vers.io base que diferem entre as duas versões em análise, 
conseqüentemente apenas casos de teste que exercitam essas diferenças são incluídos 
no conjunto de teste de reg;ressão. 
• A Eficiência da estratégia deve considerar o espaço e tempo gastos para aplicá~ 
la e avaliá-la. Fazendo uma avaJiação qualitativa da estratégia proposta, deve ser 
considerado o custo de armazenar a seqüência de testes base, mais informações de 
análise requeridas pela estratégia de seleção: MFT e informações sobre a relação 
dos arcos e casos de teste. No entanto, o MFT já existe não necessitando de espaço 
extra para. armazenamento do grafo, como o que ocorre em (Rothermel et al. 2000) . 
O único espaço extra que deveria ser considerado seria para armazenar associação 
entre casos de teste e segmentos, porém essa informação é extraída do arquivo gerado 
pela ConCAT com os objetos de teste, logo também não ocupará espaço extra. Com 
relação ao tempo pode ser dito que a estratégia é um pouco mais eficiente do que a 
proposta em (Rothermel et al. 2000) que gera o grafo de fluxo de controle para aplicar 
a técnica, pois na estraté&ría proposta. o grafo (MFT) já existe: uma classe testável 
possui seu MFT, logo a construção do modelo de fluxo de transação não faz parte 
da estratégia. No mais, considerando que o desenvolvedor/ equipe de manutenção 
precisa atualizar os builHn test (contratos) e atualizar o código, o testador pode 
utilizar a fase preliminar dE· teste de regressão para coletar as informações de análise 
e executar o algoritmo. Como o algoritmo não é baseado no código, não é preciso 
esperar a fase critica para .a, obtenção de T ' , pois os modelos de fluxo de transação 
(MFT para a versão base e para a versão beta) já estariam prontos ainda que a 
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implementação não esl1vesse conclu ída, e a.ss1rn os segmentos modificados já seriam 
colelados pelo algoritmo. 
• QuanLo à Generalidade, a estratégia é aphcávd no escopo de classes e suas derivadas 
neces::nLando de análi:-;e das classes para classificação das diferenças cnLre versões, 
além de conhecimento da ferrament.a utilizada. Coruo se trala de uma estratégia 
independente do código fonle, pois o modelo de flmco de transação utilizado para a 
comparação entre as versões é baseado na especificação e não nas particularidades 
da implementação, a técnica independe do código fonte. 
Muito do que Binder (2000b) coloca como análu;t> para a técnica Reteste baseado e1u 
Segmenlo Modificado aplica-se a estraLégta. proposta nesse t.rabalho, pois essa é baseada 
na Lécmctt c•t.ada. Porém a grande diferença entre elas está. no que é con;:,ldcrado um 
segmento: netiSe trabalho o segmento é uma interação entre métodos da interface pública 
da classe; já na técnica (descrita em 3.6.4) o segmcmto é uma instrução do p10grama. 
6.5 Considerações finais 
Neste capítulo foi mostrada uma estratégia para testes de regressão seletiva que adapt.a a 
LEknica de Releste baseado em segmemos modificados e combina-n com a Técmca lncre-
mental Hierárquica (quando trata-se ele subcla~scs) para uma classe testável. No próximo 
capítulo será apresenLru:lo exemplo da utilização da estratégia proposta para uma bíblio-
lcca de cla::.ses em C++. 
A estratégia para seleção do conjunto de testf' de regressão proposta não cobre par-
Ltcularidadcs da orientação <-t objeto:) presentes na hnguagem C+ r-. como. polimorfismo. 
ligação cünârmca, etc. Dado que se traLa ele testes de unidade, não julgamos uecessáno 
tratar desses aspectos, o:-; qurus devem ser tratados em Lestes de integração. No entanto, 
um aspecto que não foi coberto, mas que merece ser considerado no futuro , é o tratament,o 
de classes compostas. 
Segundo n ot.hermel eL n.l. (2000) , para que um conjunto de te::>t.es de regressão seja 
confiável para testar um Roftware modificado, ele prec1sa incluir testes caixa preta e caixo. 
branca. No entanto, em alguns cas~. como acontece com componentes de terceiros, 
como os soft .. vn.res CoTS (commerctal off-the-&helj). o código fonte não está disponível. 
Assim seuJo <) estmLégia proposta é útil pois pode ser usada iuclus1ve pur usuários de 
componente:;;. 
Como e:.sa estratégia não ubhza. o código, ela pode sei aplicada a pat tir da fase 
prelJminar de t.este de regressão, conforme del>cnto em 3.1. Dessa forma., existe uma 
econom.a no tempo gasto para a prepuração do~ LcsLes de regressão, já que basta existir 
a especific.lção de requisitos wncluídA. para que os test.es possam ser preparados. 
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Capítulo 7 
Estudos Empíricos realizados 
Este capítulo apresenta o uso da estratégia seletiva para teste de regressão para uma 
aplicação real. O apltca.t1vo utilizado é uma biblioteca dt'l classes em C++ po.ra. suporte 
ao protocolo UDP. 
Este estudo teve como objetivo principal verificar a aphcabilidade da proposta para 
clru.ses de um sibtema que evoluem por vútias versões. 
O capítulo está otganizado da segumte forma: na primeira seção é apresentado uma 
descrição do aplicativo ::-:ob Leste; a seçã.o 7.2 descreve a preparação ncccs::-ána para os 
testes; a. seção 7.3 apresenta os procedimentos utiljzados para a real1zaç:l.() dos testes ue 
regressão; a seção 7.4 traz os resultados enumerados e analisados para o estudo realizado; 
por fim algumas considerações. 
7.1 Descrição do aplicativo sob teste 
Para a realização de uma avaliação empírica da estra.t;ég1a proposta no capítulo ante-
rior para seleção de t.estcs de regressão , obteve-se uma biblioteca de classes em C++ 
d1sponível entre as bibliotecas na linguagem C++ da GNU que oferece abstração para 
vário::, scn'lÇOS de sistema de um modu portável denormnada CommonC++ 1. Dentre as 
classes disponíveis nessa biblioteca serão consideradas as da.sses Socket e sua classe deri-
vada UDPSocket. A pwneira é uma classe abstrata, e seus métodos só serà.o testados no 
contexto da subclassc dado que esta herda a interface p!'1blica da supercla.ss~. 
Após uma anáJjse das d1versas versões disponíveis ela biblioteca CommonC++ foram 
escolludas cinco delas (versões 1.0.0, 1 2.0. 1.3.1, 1.4 3, 1 5.0 e 1.6.0) para a realização 
de testes de regressão para exemplificar a estratégia proposta no capítulo anterior. Essa 
escolha foi baseada no número de alterações (modificações na implementação ou novos 
10::. fontes das versõc::; dessa bibltoteca foram C'xtraídos de ftp:/ / ltp.gnu.org/pub/gnu/commonc++/ 
em janciro/ 2002 
89 
90 Capítulo 7. Estudos Empíricos realizados 
métodos) para as duas classes alvo: Socket e UDPSocket. Para isso, foi utilizado o 
aplicativo diff do Unix para levantar as diferenças entre cada versão das classes alvo e 
suas versões sucessoras. 
As classes implementam o protocolo de t ransmissão de datagramas sem conexão e não 
con66.vel UDP ( User Datagram .Pr'OtocoQ utilizando uma. imp.lementaçã.o de socket. UDP 
faz parte da camada de transporte, considerando o esquema de organização de protocolos 
em camadas. Essa camada fica adma da camada de Internet Protocol e abaixo da camada 
do aplicativo. O protocolo UDP fornece o mecanismo principal utilizado pelos programas 
aplicativos para. enviar datagrarnas a outros programas iguais (Comer 1998), pois fornece 
portas de protocolo para estabelecer a distinção entre os diversos programas executados 
em uma única máquina identificando a origem e o destino do datagrama enviado. 
7.2 Preparação para os testes 
Para a execução dos testes as classes são instrumentadas para que passem a ser derivadas 
da classe Autoteste, definida ern (Toyota 2000) , que padroniza a utilização dos métodos 
BIT: um relator e outro para teste de invariante da classe. Além disso, nessa classe estão 
defirúdas macros para o teste de predicados. 
Nas classes alvo do teste os métodos herdados da Autoteste devem ser redefinidos para 
refletir as informações da classe. Para que os mecanismos BIT não interfiram na execução 
da classe quando esta não estivE:r em teste, eles devem ser declarados entre as diretivas 
do pré .. compilador: "# ifdef TESTE'' e "#endif' . 
A partir da especificação de um protocolo de comunicação UDP, e dos métodos pro-
postos nas classes Socket e UDPSocket foram projetados modelos de teste (representados 
por .Modelo de Fluxo ele Ttansaçáo) para as classes nas diversas versões anahsadas. Além 
da instrumentação necessária para tornar as classes testáveis, conforme mostrado na seção 
6.1.3, também foi incluído em cada alteração um comando para assinalar a cada vez que 
uma delas é executada .. Um exemplo de utilização desse comando pode ser observado a 
partir das classes da segunda versão do aplicativo, conforme trecho do código em destaque 
na figura 7 .1. 
Como o resultado da execução dos casos de teste e mecanismos de teste embutido 
são armazenados num arquivo de result;ados denominado Result. txt, as informações de 
cobertura de alterações também ~.ão gravadas nesse arquivo destacadas com uma seqüência 
de sinais: t'>>>" sucedida por uma mensagem que identifica o método alterado. A figura 
7.2 apresenta o caso de teste Caso_teste18_0 que exercita o método mostrado como exemplo 
na figura 7.1 e dentro de um retângulo com a linha pontilhada o resultado da execução 
deste caso de teste. 
A exemplo do que ocorreu no trabalho proposto por Ukuma (2002) para desen-
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bool Socket::isPeod.ing(sockp~nd_t ptmding, unsigned long t imeout) 
( 
tnl $l3 1U;,, 
#ífdef TESTE 
ofstream arq(ARQUIVO_RESUL TAOOS,ios::app); 
if(!arq) { 
cout « .. Erro abrindo arquivo! In .. ; 
e.xit(O): 
else { 
} 
arq << .. >>> JsPendlng = alteracao na lmplementacao. In .. : 
arq.flush(); 
#endíf 
ltlfdef HA VE_POLL 
SlrUCI poli fd pfd: 
pfd.fd = so, 
pfd.revems • 0: 
switch(pend.ing} 
I 
case SOCKET _PENDING_fNPUT: 
pfd.eve.nts: POLLIN; 
break; 
co~e SOCKE.T_PENDING_OUTPUT. 
pfd.events = POLLOUT, 
breá~; 
case SOCKH_PENDfNG_ERROR 
pfd.events : POLLERR I POLLI·IlJP, 
bre~k. 
íf(linlevul-- TIMEOUT _INFJ 
status- poll(&pfd, 1, - I 1 
else 
status ~ polll&pfd, l , tuneout}: 
íf(suuus < J) 
re turn false: 
lf(pfafevrnts & pfd.evenl$) 
rer\trn true, 
terurn f.1.lse; 
l 
#elst 
struct timeval lYt 
fd_set grp, 
strucL 1lmevaJ •·tvp • &tv; 
if(timeou! •: TIMEOUT _[NF} 
tvp = NULL; 
else 
{ 
tv.lv_usec • (Hmeout % 1000) • 1000; 
tv.tv_se-c • 1imeout 1 1000. 
FD_ZEROJ&grp); 
FD_SET(SO, &grp), 
$witch(pend u\g) 
{ 
ca,'e SOCKET _PENOING_INPUT· 
.<tatus x S(lect(so + I, &grp, N1JLL, ['[ULL, tvp), 
break; 
case SOCKET_PEN DING_OUTPUT 
status x sele.ct(so + I. NULL, &grp, NULL, tvp), 
break, 
ca•c SOCKET _PENDJNG_ERRÓR: 
status • select(so + I. NULL, NULL &grp. tvpJ, 
break, 
i((starus <I l 
rctum falsc. 
1f[FD_ISSETJso, &grp}) 
retum crue, 
rt:tum false; 
lkndiJ 
91 
Figura 7.1: Código do método zsPending com comando para destaque de alterações entre 
versões. 
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t~:-mp!Jtt> <.elau Ttpo .... ~o.ll\.:t t("hJr• c) i 
•O•~ Caso_teste lS_O(Topo• cn) l 
t.hôlr• n:.el- he'\\ charrloo) 
'(l.kp<nd_t pendente • Sl)(.KET PENIJING. fNPUT 
hmmut_l tempo'"' .51X>O, 
1>oo1 resuiLldo 
vfWt.liTI anr(ARQUIVO_RESUL TAOO'\,oo..: •f!P) 
tf(' ••q) 
\.VUI •:<. Erro abnodu :arqUJ .... u! n •• 
ct~ 
lUUI ~< 'Gnvando mfonn.lt·~ CIUO de C~lc. 18_01 \n '; 
11'\' l 
l 
c<t-> l ~SU1_h1\oarian 1e0: 
;ucpy(tnet,"osPendong(s<x.~pén<,Lt "'"'dente."), 
~lrcat(mr;t.ito~(tcmpo)); 
; or.:ot(met,"J"}; 
fti>Uit3dO a CSl-~S?rnJmj!(ptnd<nte.t<mpo), 
.uq << ~Mc1odo chamadn • << rnrt < ttsu1t~tdu-- • << IC-~ultado << .. ,., ... 
>rq flulh\l. 
C.l>l-> TutJ_In\'an.anttt(), 
.uq <, ·auo.=«t&_o OK'"' , 
arq flusbl) . .uq << ..,. •. orq el-O; 
cst->R<I>tot(ARQLIVO_RESIJI. T AOOS): 
do!lett CSI, 
I 
urq "< "C:a,o_testel8_0 \n". 
l.lli.l Mush\): C:OUi <.<'" ' ' • .arq < ... C<< "'\n ... 
~o~tq <-< 'Mt:tf'do cham.ido "•:< m~:1 c ""n"', 
•"' nu<h(j, 
CSI -'Rtlilter(ARQUIVO_RESULTADOS), 
a.t\1 <c'"'n·: 
•nt.<l<»e(). 
cmhl ) 1 
orq elO«<(}; 
l 
---- ----- -- - ---------- ~ I >>:- a~Pt-uding .. alteracao n» imple:mcntacão. 
I Mett"<h' <l~>m•d~ J<f'eodoug(•ockpcn(U ptnJente,SOOH) resultudcr O 
I C..•><>-••>telg_o OK' 
I 
1 THROWN·O 
t 8RO .. DC'AST 11 
I ROVlt: I 
I Kl:I:Pr\LIVE O 
STATf ! 
I E.RRIO 11 
I ER.RS"I R. Cnull) 1 
L - - - - - - - - - - - - - - - - - - - - - -
Figma 7.2: Resui Lado parcial ela execução elo caso de teste Caso_Le::; Lel8_0. 
vulvímento de componenLcs aututestáveis, aqui Lambém foi necessário realizar algumas 
ddaptações no driver e:,pecí.fico gerado pela. ConCAT: 
I. quando é declarado na espf'ci.ficação que um,L cla~se é derivada de oulra, o conjunto 
de teste da classe base que deve ser reut.ilizado na classe derivada deveria ser indi-
cado no dliver específico da classe detivcLdu, porém a ConCAT não faz lliSO, logo o 
testador precisa incluir o conj un to ele tes te c a chamada para cada caso de teste a 
ser executado; 
2. a numeração dos casos de teste deven a ser diferenciada quando a classe é derivada, 
::;~não a inclusão da 1eferênda aos casos de leste herdados duplica a identificação do 
caso de t.esle e torna os testes imprevisíveis. O t.estador precisa alterar a uumeração 
dos casos de tcst.c da class·~ derivada, uma sugestão é alterar o número no final da 
identificação do caso de l.este de zero para um, por exemplo: um caso de teste da 
classe derivada identificado como "Caso.test~4-0'' sena alterado para "Caso_teste4_-
1" . Além d isso para diferenciar os cat.os para cada versão, fo i acrescentado mais um 
número no Identificador do caso ele teste, logo o Celso de teste citado para a segunda 
versão seria identificado como '(Caso_t;est <::4._1..2". 
Dentre o conJHnto de classes ut.ilJZadas pata a realizl'l..ção desse est.udo empírico, existe 
um método que viola uma das premissas da técmca H IT quanto a visibJltdade do& métodos: 
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ele passa a t;er rne:us restrito na subclasse que o herda. Para pro55egujr com a utilização 
da ConCAT para. a obtenção da seqüência de Lestes e dri ver específico esse método ioi 
desconsiderado 
Para que a cla..c;se UDPSocket fosse testada. f01 necessario indicar a porta de entrada e 
saída para comunicação de nados na mesma rn<tquma, provocando a troca de mensagens 
por 11m úmco processo a fim de simular a troca de inforu1ações entre processos em rede. 
7.3 Procedimento 
O f'..Iodelo de Fluxo de Transação obtido para as cla....;;ses Socket e UDPSocket são apresen-
tados no apêndice A, na::< figuras A.l e A.2 , respectivamente. 
Para as dua.o:; classes da versão b~.se da biblioteca CornmonC++, a especificaçiio base 
de t·~tc obtida a partir do modelo de Leste das classes é apresentada no apêndice B. 
A partir da representaçJo do modelo de r.estes, a ConCAT obtém as seqüências de teste 
para que todas as possívets transações sejam percorridas. Cada transação é representada 
por um objeto de teste que identifica qua1s nós rlo grafo (MFT) serão exercitados e os 
relaciona com o caso de teste que contempla a transação. Para a classe Sockc.l o conjunto 
de testes gerado para a primeira versão possui vinte objetos de t este conforme mostrado 
na figura C.l, e o conjtmto para a subclasse UDPSocket coru trinta. e oito casos de teste 
pode ser verificado na figuta C.2. 
Como a classe Socket é abstrata, os casos de teste gerados para essa classe, só foram 
executados na subclasse UDPSockel, já que não é possível instanciar um objeto clP. classe 
abstrata. O dnvcr da clas..c;e Socket foi alterado para instanciar objetos da subclasse como 
pode ::.er observn.do no apêndice D 1. No driver específico gerado pela ConCAT para ~estat 
a subclé:i.tise foram incluídas chamadas para os casos de t.este que e~:>La. herda da Sockel, 
coulorme seção D 2. No apêndice D também são mostrados alguns exemplos de casos de 
teste gerados para a classe UDPSocket na seção D 3. 
Antes da execução do drivcr pata realizar os Lestes em Socket e UDPSocket, é necessáno 
torná-las testávei::.. Para t.d.nto, no cabeçalho tia classe Socket é alterada a declaração dn. 
cla~e. tornando Socket subdasse de Autoteste. Como UDPSocket. ó subcl(U,:)c de Socket, 
ela herda a mterface pübllca da Autoteste também. Além disso, foram redefinidos os 
métodos Relalor e Teslo.Jnvariante na classe Socket, conforme figura 7.3. 
Além d1sso, as invariantes e asse1üvas devem ser incluídas no código fonte das class~ 
para perm1tir a obscrva.ção do eslado de seus ohjetos e facilitar a comparação entre suas 
versões Na classe UDPSocket foram inseridas pós-condições manuA-lmente no::. métodos: 
construtor e "get.Peer". Alguns e.xemplos da inscrçã.o das pós-condições na classe UDP-
Socl..t>t podem ser visualizados na figura 7.4. 
Após a execução dos testes inicia is para. a pruneira vetsão da classe UDPSocket e coleta 
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void Socker::Testa_luvaríonteO 
{ 
tuvaroame(o.bis->state = SOCKET_BOUND); 
voíd Socket::Relator(cbar• arquivo) 
( 
ofstream rewllados(arquivo,ios:·app), 
of(!resultodos) { 
} 
cout << "l~o abnndo arqll ÍVO relator' \n''; 
cxítíO); 
clst~ { 
resultados<< "THROWN. " .,< llags.thro"n << "\n"; 
resultados<< "BROADCAS T: " « i.lags.broadcasl << "\n"; 
resulllldos << "ROUTE· " << flags.nlutc << "\n", 
result-ados << "KEBPALJVE: " << Oags .k<-q>àlivc -<.< "\n'' ; 
resultados<< "STATE. " << $Ullo << "\n"; 
re$ullados nush(); 
resultados << "\n", 
rc~ultados.dose(); 
l 
t 
Figura 7.3: Implementação para os Métodos Relator e Testalnvariante em Socket. 
UD PSocket::UU'PSock.•.t(lnotAddres> & la, shor1 porr) : ln~tHostAddre;s UOPSo<.ket::gctPcer(short *por1) 
Socket{AF _INET, SOCKJ)GRAM. O) 
{ 
peer SI!Lfan11ly • AF _fNET; 
peer.so(Laddr = gctaddress(Ía). 
peer.sin_port - htonSl!>Ort). 
oflbond(so, (stroctsockaddr • )&peer, sizeof(peer)J) ( 
erodSocket(); 
t 
Error(SOCKET .J31NDJ NG_F AI L EO): 
retum; 
staoe = SOCK.ET _SOUND. 
Pos_condfcao(state == SOCKET_BOUND); 
{ 
charbuf, 
socl<leu_t len • srzeoflpCtr); 
int tio- .ro,· vfro n>(w, &buf, I, MSG_PEEK. (siTuei sockaddr •)&peer. &len), 
t f(rtn < J) ( 
of(port) 
•ron- ú, 
meonsct(&peer. O. siuof/peer)) , 
l 
cl~e { 
if(port) 
*p.oo1 = mohs(peer stn_port); 
Pos_condicao(rtn >= O); 
rerum JneoHostAddre.ss(peer.>ill_addr) , 
Figura 7.4: Exemplos de pós-condições inserida~ na classe UDPS'ocket. 
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dos resultados obtidos, assim como validação das pós condições, começa o procedimento 
para encontrar o conj unlo de teste de regressão para testar as classes na segunda versão. 
Com o algoritmo proposto para seleção de testes de regressão, os testes que a~ravessam 
méwdos modificados são :,elecionados a parttr da comparação dos modelos de fluxo de 
transação para as duas versões da classe Socket e depots da classe UDPSocket. Dessa 
forma, os testes que passam pelas modificaçõe::. feitas no programa de uma versão para 
a out.ra são considerados para o conjunto de teste de regressão, portanto, os testes com 
matorc:, chances de encontrar clefettos. 
Para a obtenção do conJunto de teste de regressão T ' para testar a segunda versão da 
classe UDPSocket o algoritmo é utilizado para comparar os MFT1s das duas subclasses. 
Além desse conJunLo, para o teste da subclasse, o conjunto de teste de regressão obtido 
para. a classe Socket também deve ser aplicado na subclasse, conforme seção 6.3. 
Antes da execução dos testes de regre>são para a classe UDPSockef em beta é necessário 
adequar as pós-condições e mvanantes, caso tenha ocorrido alguma alteração de contrato. 
Aphca-se o conjunto T' para testar a subclasse UDPSocket. Porém esse conjunto não 
exerC'il.a os mét.odos novos rla classe, por isso, a ConCAT 6 novamenLC:J uLiüzada para gera1 
o conjunto de teste T" . 
A partir desse pont.o, obtém-se o cunJtmto T" ', que será o conjunlo base para Ol:i test.cs 
da versão seguinte, onde: T'" = T" U T' U(T- {obsoletos}). 
Esse proces~o foi executado para tu> se1s versões ana.lisada.s nesse estudo. Sempre o 
MFT da classe nas duas versões sob teste são considerados para a execução do algoritmo 
descrito em 6 9. Além do t:onj unto ele leste de regressã.o seletivo, resullante da. aplicação 
do algontmo, fflz-se necessário encontrar o conjunto que irá tesl.ar as novas funcionalidades 
incorporadas na versão beta. 
7 .4 R esultados 
Após a obtenção e execução elo conjunto seletivo de teste de regressão, foi realizada uma 
análise dos resultados colet;:Jdos em cada versão testada. 
A tabela 7.1 apresenta o número de LOC (Lmes Of Code) para cada arquivo que 
possnl o código fonte das classes envolv1das, além do tamc~.nho bináno de cada arquivo 
Essa medição{: realizada em duas fases: nos a.tquivos originais e depoi~; da instrumentação 
das cl~~es para tornarem-se testáveis 
Com os valores dos arquwos é po:>sível observar que o aument.o das classes em termos 
de linhas de código foi por volta a. 4,5% do (.amanho origmal, e o aumento do tamanho 
dos arquivos que contén1 as classes analisadas foi aproximadamente 5,4%. 
Em relação as classes envolvidas Sockete UDPSocket, observa-se que a interface pública 
da classe Socket é compostft por 16 métodos, já a subclas~>e UDPSocket possui 8 métodos 
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Instrumentação 
antes clepo1s 
Arqwvo Vetsão n° LOC tamanho (KB) no LOC tamanho (KB) 
1.0.0 152-i 43,1 1559 43.7 
1.2.0 1591 ':14,9 1608 45,3 
socket.h 1.3.1 1815 53,8 1831 54 
1.4.3 1!)00 55,8 1920 56,1 
1.5.0 l !H1 56,3 1925 56,5 
1.6.0 2052 60,4 2066 60,6 
100 877 16.6 933 18,3 
1.2 o 968 18,6 1168 23,3 
socket.cpp 1.3.1 1061 20,9 1138 22,7 1 4.3 1251 24,5 1315 26.1 
1.5.0 1:wo 25.2 1354 26,6 
1.6.0 1~!65 26,3 1422 27,8 
Tabela 7.1: Comparação dos arquivos ante~ e após instrumentação para cada. versão. 
na !)Ua mterface públlca mais os métodos bcrdadüii da superclasse, totaltzn.ndo 23 métodos, 
Já que um dos métodos da superclasse será d~sconstdera.do conforme explicado na seção 
7.2. 
O conjunto de testes para a p1 imeira ,-ersão da superclasse contém vinte C.'lEOS de teste. 
Para a subclasse, foram gerados ~;8 casos de &~te para as raracterísticas novas nessa classe 
c ma,is os testes herdados da superclasse, excl;;to o:. obsoletos. Dessa forma, o conjunto de 
te~tes para a pruue1ra versão da subcla...,se contém 51 casos de test.e. 
Na tabela 7.2 são mo::,trado:3 os resultados relacionados aos testes das classes nas 
ver:.õe&. Para cada classe é apresentado o núnwro de casos de teste (tamanho) no conjunto 
imctal T. no conjunto ele testes selecionado p.na 1egressão T' e também no conJunto de 
teLes para as caract.erísticas novas das classes T'' . O conjunto T é formado pelo conjunto 
T"' obtido na atualização do conjunto de teste para regressão ao final de cada vetsão. 
Com a utilização do algontm-:) para teste de re&rressão seletivo, foi possível d1mmuir o 
número de casos de teste a serem reapbcado::, no aplicativo para verificar aqueles métodos 
que não sofreram alteração de contrato. 
Para algumas versões, o conj unto T' ficou vazio, pois a única alteraçã.o, em relação a 
classe na. versão anterior, fo i a inserção de um novo método (às vezes esse novo método 
é utilizado para subsULuir um anteriorment.e ex istente), e como a estratégia é seletiva 
apenas testes que exercitam alterações são fl.c;co lhidos para serem reaplicados. Dessa 
fot ma , o conjunto T" possuirá transações pam robt ir o novo mét.oclo. 1sso é o que ocorre 
nas versão 1.5.0 e 1.6.0 onde a classe Sockel é acrescida de um novo método. No caso 
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Clas:;e I Versão llt.amanho T I tamanho T' I tamanho T' 
1 .0.0 - 20 
1.2.0 20 4 4 
Sockcl l.J.l 20 4 o 
1.4 3 20 1 o 
1.5.0 20 o 2 
1.6.0 20 o l 
1.0.0 51 
1.2.0 51 4 35 
UDPSockct 1.3.1 53 12 o 1..!.3 5-l 39 o 
1.5.0 54 o 12 
1.6.0 54 o 1 
Ta bela 7 2: ConJuntos de testes T, T' e T'' para <ls clrl.SSCS em cada versão. 
cl:1 v!'r..,ao 1.5.0. um do~ métodos já exbtt>nte na cla~e é suh,.tttuído pot outro. logo o 
cOnJunto T''' deve ~er a.maltzado para a remoção d~ lc'>tP:5 quP exetcttavam o método 
J<.'JUO\ ido para formar o conjunto inic1::d T para os tf'ste. .... da pt ÓXJma versão 
Nos Lc:-:;Lcs para a clo.sse UDPSorket da versão 1 2 O f01 obtido o maior número de 
casos de teblc pata o cOnJunto de tesLes par,L cn,racteríst.i('as uovas. T", d('vtdo ao grande 
nuiiH'IO de métodos que foram classificados como novos Já nos te::.lc~ da versão 1.4.3 
fot obtido o maior número de casos ele lt'.bte de regre::;são. T ', a serem 1-'xecutados, poís o 
mét.odo que softcu H.lterução pertence i1 rnaiot ia das transações q ue eÀerctlam a classe. 
t>nm ana.lisat a inclusão (conforme seçfio 3 .6.4) foram l,tllthém aplicados os teste::: (T-
{ ob.solef o.9}) - T', ou SCJ<t, os testes válidos mns q ue uüo l'onun selecio nado:, pela técnica. 
ulJhlndu O objettvo desba etapa foi gawntlr que todos us testes que exercttavam a.q 
ali eraçoc:> de implementação da classe de uma \'Crsão para ou! r a haviam sido selecionad~ 
pela <.>:-;1 ratégta scle::ttva de tesle de rcgte::.são 
A tn.bela 7.3 apresentada a quant.idadfl de alterações de 111tplementação existentes em 
c<~d.t v(•tsd.o, além do número de alter~õcs cobertas pc>lo conjunto de teste seletivo de 
r<•gre::...,ão T' c pelo conJunto micial menos o conJunto selecwnado para teste de regressão 
T- T' 
Coufo1 me o~ valorc:, mostrados na tabela 7.3 verifka-~e que todas ~ alterações Je 
tmplctnPntaçã.o das classe. foram cobertas pelo conjunto -sclettvo de casos de tesle. Além 
elas altC'tn.ções de Implementação as classes também uprcS<'IIl.mu altcraçõe:- de especificação 
quC' siio cobertas pelo conJunto de te~tc T ", e como o obJCIJVO da tabela em mostrar a 
eobC'rt ma obttda pm T ', ~'\!:las alterações não foram qnMI ificad<lS nessa tabela 
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Alterações cobertas 
Classe Versão Alteração de T' T- T ' Implementação 
1.2.0 4 4 o 
Socket 1.3.1 2 2 o 
1.4.3 l 1 o 
1.5.0 o o o 
1.6.0 o o o 
1.2.0 4 4 o 
UDPSocket 1.3.1 2 2 o 
1.4.3 2 2 o 
1.5.0 o o o 
1.6.0 o o o 
Tabela 7.3: Alterações existentes e sua cobertura por T' e por T- T ' . 
7. 5 Considerações Finais 
Este cE~p ítulo apresentou um estudo ele caso realizado para exercitar a estratégia seletiva 
de teste de regressão proposta e uma avaliação dos resultados apresentados. No próximo 
capítulo são apresentadas sugestôes de trabalhos futuros e as conclusões deste trabalho. 
Capítulo 8 
Conclusões 
Neste trabalho foi apresentada uma estratégia selettva para tP.ste de regressii.o based.dD 
em especifica<;ão. A utilização do conceito de autoteste possibilitou a utilízaçiio de classes 
testáveis conforme proposto por (Toyota 2000), que facililaram os testes, pois cada classe 
já possui seu modelo de fluxo de transação e casos de teste associados. Para a geração 
do conjunto imcial de testees e para (1 geração de testes para características novas de cada 
classe na versão sob teste (oi utilizada a ConCAT que fac ilita o reuso de testes das cla:>Ses, 
pois ela faz uso da técnica íncrementru hierárquica. 
A a.tividade de teste de regressão, embora para duas classes consideradas simples por 
veu,ão. gera um custo ele muitos dias de trabalho, mesmo com o auxílio da esLratégm 
proposLa .. Todos os passos q lle puderem ser automatizado::; conLribuirão para u.m teste de 
regressão menos caro. 
8.1 Contribuições 
A principal contribuição deste trabalho foi apresentar uma estratégia para teste de rc-
gres:-;ão seletiva e baseada em especificação (caixa-preta), portanto independente ela im-
plementc'tçâo do sistema Além ele propor uma adaptação da técmca de retesLe haseado 
em segmento modificado para utiHzação a partir do modelo de fluxo de transação que 
represenr.a cada classe. 
Outras contribuições apresentadas por esse Lrabalho: 
• Urn estudo dos padrões para W&te de regrE>ssão seleLivo para verificar o mais apro-
priado para a reaJida.de desse trabalho; 
• Utilização da técnica mcremental hierárquica para facilitar o reuso de lestes para 
su bclasses; 
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• Discussão para seleção ele testes de rcg10ssào para subclasses, buscando o aprovei-
tamento dos Lestes já ideot.ificados para a s ttbclasse em versões anteriores, logo sem 
desconsiderar o histórico dos testes; 
• Realização de um estudo E!mpírico envolwmdo uma biblioteca real em seis versões. 
onde foi possível va.lidar a estratégia prupo!>ta; 
• Ajuda para ma nut.enção do sistema porque A.l:i classes mantem informações de teste. 
A estratégia seletiva para tel>te de regrcssii.o está. parcialmente limitada à linguagem 
C++ devido à utilização da G:mCAT para a geração elo conjunto inic1al de testes e 
Lestes para características novas. Porém, a estratégia depende de um modelo de fluxo de 
transação que é um modelo de teste que independe da implementação do sistema. 
8.2 Trabalhos Futuros 
Como sugestões ele Lrabalhos futuros sào propostas: 
• Continuação dos estudos empíricos para a. avftliação da estratég1a proposta, princi-
palmente com o. utilização de um maior n(lmcro de classes. 
• Automatização da técmca de seleção de ~e::;te de regressão proposLa 
• Melhorias no protótipo ConCAT para facilitar a inserção dos mecanismos de teste 
embutido, prover dados pa.ra os casos Jc Leste e fornecer mecan1smos para identi-
ficação dos casos de teste gerados para p,arantir a diferenciação de uma versão para 
outra. 
• Generalização do protótipo ConCAT para truplementar a técnica de reteste baseado 
em segmentos modificados, que poderia ser ut.tüzada para auxiüar nos testes de 
regressã-o 
• Uma ferramenta para selec:ooar o conjunto de teste base (T '") para cada versã.o da 
classe a ser testada, mantendo sempre atualizado o conjunto de LesLes de tegressão. 
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Apêndice A 
Modelo de Fluxo de 'fransação 
Socket e UDPSocket 
!'\este apêndice são apresentados os modelos de fluxo de transação para as r lasses Socket. 
(figura A.l) e UDPSocket. (figura A.2) da primeua versão da biblioteca CommonC++ 
uLilizada pala os testes de regressão 
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Figura A.l : Modelo ele Fluxo de Ti·ausação da classe Socket - versão base. 

108 Apêndice A . Modelo de Fluxo de 71-ansação- Socket e UDPSocket 
Apêndice B 
Especificação de teste - classes 
Socket e UDPSocket 
Ne~Lc a.pendice são a.present.arlas as representações para os modelos de teste obtidas para 
as classes Socket e UDPSocket da pnmcira versão da biblioteca CommonC++ , baseada 
no modelo de fluxo de transação para cada uma delas 
109 
110 Apendice B. Especificação de teste - classes 8ocket e UDP8ocket 
classe( 'Socket' ,s~,[)). 
pararnetros_template([]). 
atributo(· st.atc' ,string,[ 'sockstate _ t' ],_). 
atributo('so' .stnng,[' i nt' ],_). 
metodo(mOI , 'Socket ',_.constnnor. l). 
metodo(m02, ' Sock.:-t' ,_,consrrutor,3 ). 
metodo(m03, ' -Socket' ,~dcstrutor,O). 
mctodo(m04, ' getSender',objeto,novo, l) 
metodo(rn05,' operatol""',objeto,novo, 1 ). 
metodo(m06,'setCompletion · ,' void' ,novo, 1). 
m~todo(m07, 'setKeepAJive' .'sockerror_t',no1·o, 1 ). 
metodo(m08,' setTypcOfService ·, 'sockerrnr _t ',oovo, l ). 
metodo( rn09, 'tsConnected • ,' boo I' ,novo, O) . 
metodo(m I O,· isActive', 'bool ' ,novo,O). 
metodo(m li ,' operalor!' ,'bool ',novo,O) 
metodo( rn 12, ' tsBro~dcast', 'bool' ,no,•o,O). 
merodo(m 13. ' tsRouted ', 'bool',novo.O). 
metodo(m 14,' get ErrorNumber' , 'sockerror_t' ,11ovo,O) 
metodo(ml5, 'g~tE.rrorString' .~tring,novo,O) 
meto do( m I b.' ísl'ending', 'bool ' , ilovo,2) 
mctOdO\ m17: getLocal' ,objeto,novo, 1 ) 
metodo(m l8,'getPeer' ,objeto.novo, I ) 
pararnetro('fd' ,.rnO l ,mtervalo_int,9999999,1) 
parumetro( 'domam' ,m02,o nterva lo_í nt, 9999999, 1 ). 
parnmetro('type' ,m02,mtervalo_ int,9999999, I). 
parametro('protoool' ,m02,conJ unto,[O, 1,2],_.). 
parametro('port ' ,m04,ponteiro,'shon • • -l-
parantetro('from',m05,objcto, 'Sockct & • :_). 
para metro(' comp lction ',m06,string,[' sockc<)mpl ete_t '),_). 
para metro(' enable' ,m07 ,stríng,[' bool '] ~) 
parametro(' servtce' ,m08,stríng,[' socktos_t'],.J. 
pammetro('pend ' ,m L 6,string,[' sockpend_t '],_). 
parametro('timeoto t' ,ml6,string,[' timeout_t'],_) . 
panunetro( ' port' ,ml 7 .ponteiro,' short • '~­
paramctro('pon',m 18,pontciro, 'shorr • ·,_). 
no(m02,sim,3.(rn02]). 
no(m03,nao,O,[m03J). 
no( m04.nno, I,( m04 ]). 
no(mOS,rwo, l,[m05]). 
nolm1l6~Jao,2,[ m06)). 
no(m07 ,Mo,3 ,[m07)) 
no(m08,nao,3,[m08]) 
no(m09,nao,2,[m09 j). 
no(mlO,nao, l ,[rn 10]). 
no(m l i ,nao, l.[mll ]). 
no(m 12,nao,l,(m 12]) 
no(ml3,nao, l ,[ml3]) . 
no(m 14 ,nao,2,( m 14 ]). 
nolm I S,nao, l ,[ m 15]). 
no(m l 6,nao. l ,[m 16]). 
no(m ! 7,nao.l .lrn 17]). 
no(ml 8,nao, l .[m 18]) 
arco(m02,m05}. 
arco( m02,rn 16 ). 
arco(on02,m 17). 
arco(rn02,m 13). 
arco(m02,m06). 
arco(m02,m12). 
arco(m02,m09). 
arco( m02,m 18). 
arco( m02,m04) 
arco(m02,ml0). 
arco(m02,mll ). 
arco( m02,m07). 
arcotm02,m08). 
arco( m06,m 12). 
arc.o(m06,m04). 
arco(m09,m 18). 
arco(m07,ml4). 
arco(ml5,ml4). 
:~rco( m07 ,m 15). 
arco(m08.m 14). 
arco(m08.m !5). 
arco(m05,m03). 
arco( ml6,rn03 ). 
arco( m 17 ,m03 ). 
arco(ml:l,m03) 
arco( m06,m03) 
arco(ml2,m03). 
arco(m09,m03). 
orco(m18.m03). 
arco(m04.rn0.3). 
arco(m!O,m03) . 
arco(m l i ,m03). 
arco(m07,rn03). 
arco(m 14,m03). 
arco(m15,m03). 
arco( m08.m03). 
Figura B.l : Descrição do modelo de teste para a classe Socket- ver~ão base. 
cln;sc(' UDPSocket' ,n. 'Socl...-r' ,[]) 
parametrOs_terrtplate(Q) 
atnbutO( 'peer' ,stnn~;.['~rud sockaddun · ]._). 
me todo( 10 I, ' UDPSocket' ~,consrruwr.O). 
me todo( f02, ' UDPSocKet' ,_,con~ll Ul.(lf ,2) 
metodotf03.' -UDPSocket' ~de>trutor,O). 
metodo{f04,'CRsclPecr' ,'v01d'.novo.lJ 
metodo{IOS, 'CStnd', ' int' ,novo,1) 
me todo( f06, • Pecl.. ', 'tnt • ,novo,2) 
metodO(f07, 'CRecv ·,' i nt' ,novo.2) 
rnctodo<fU8, 'CSsctPecr', 'v01d',novo,2). 
metodo{ ro9 .. s R 'CI f'cer'. 'vord .. novo,2 ). 
metodo{no:SRecv','rnt .novo,2l 
metodo(n I, SSsttl'ecr'.',·ord' ,no\'<>,1) 
me todo{ n :!,' SSend • • rnt' .novo,2) 
metodo(ml8. 'QetPeer' .obJ<!to,rcdetintdo,l) 
rnetodo(m04, 'sctSender ' .objeto,.recu rs tvo, l ). 
metodo(rn05. 'operntor=',objeto.rccurstvo, l ). 
me todo( m06, 'sctCornpletion',' vord' ,recursivo, I). 
metodo( mOS, 'setTypeOfServrce '. 'bool' .recursrvo.O). 
mctodo(m09. 'tsConnec:u.••f . ' bool' ,recur•" o. OI 
metodo(m I O. 'r~Acuve ·, 'bool' ,f(C:Ul>l\ o, O) 
mctodo(m li, 'opcrator' ' · 'bool' ,recur,rvo.O) 
metodo{m 12, ' i.Dr·o<tdcnst' 'boul' ,rccurs••o.O) 
metúd\l{rn I 3 ' rsRoutcJ' .'bool',tt>cursivo,OI. 
metodo(rn 14, 'gctErrorNumber' .'sockerror_t' ,recursivo,\)) 
metodo(m I S.' getErrorSning' .srrrng,recursrvo,O). 
metodo4ml6, 'r~Pcnding', 'bool' ,recurst'O,I) 
metodO(m 17, gctloc..l' ,ObJ<'IO,f'CCUI$1\ u,l) 
ranm>erro("bint.l', fU2,objew ' lntrAddress &'._) 
parametro(' pon. • ,f02,>tn ng .[' short '],_) 
parametro( 'hon' ,1'04 ,Objeto, ' lnetHostAddress & · ,_). 
par.unetrO( ' pon· J04~tnng.[' sbon · J,J. 
parametro( 'bur ,fOS,pomeuo.'void • • ._). 
pmmeuO('Ien· .ros,srnng.['s=_t')~J 
p3rametro('bur .106,ponteiro,'votd • ·._) 
parometro('lcn '. 1'06,sl'nng.(' si1e_t' ],_). 
parametro('bur,tU7.ponteu·o,'vord •'~) 
parametro( 'lcn • .f07 ,sl'ling,( 'srze_t'l ....l 
paiametrO( 'ho>t' , tllS,obJeto,' lnetHo~tAddress & '...) 
parametrO('pon' .IU8,stnng.['shon ],_) 
parametto( 'ho•t' .m9.obJeto. ' lnetUoStAdllm> & • ._) 
par.1metro('pon' f09.>trmg,['shorl']~) 
pari!metroC 'bu r ,f i O.pnnterro,'void • • ,_) 
para metro( 'len '.nO.~I'ring,['siu_t 'J,_j 
parametTo( 'bost ',fii.ObJCIO. 'lnetHostAddr~ss & • ._). 
p;uamerro('pon·,n l.stnng.['shon' J..J 
pararnetro('bur f12.pontetro,'void • '-1. 
parnmetro('len' .f12 . • tnng.['sru_t' ],_) 
parametro(' pon ' ,m lB.poutetro.'shon • '._) 
parnn.retro('port ',m04,ponterro,'shon •'..J 
p~111metroCITorn · .mOS,objeto, 'Socket & • ._) 
par.unerrO('completron',m06 •• tnng,['s..~ekcomplrte_t'],_J 
paramerro('~rvrce',m08.stnng,['soclnos_t·J->. 
paramerrO( 'pend' ,m l6,,tnng,['soc:kpend_t'] ._). 
parametro('lllllCOlll' .m 16.strrng,['nmeout_t' ],_j 
p~rametro( · port · .m 17 ,pouteiro,'shou •• ,_). 
no( n002.sJm,2.(tll2)l 
notn003.ruo.O,(f03J). 
ll\lln004.nao.1,(1'04J) 
no(n005.nno,2,(fOS)). 
oo(o006,nao, 1,(106)) 
no(n001,nao, l.[ fll7]) 
no(n008,nao,I,[I08J) 
nO(n009,nao,l.[f09)) 
no(nOIO.n30.2.(fiOJ). 
no4nOII.nao,l.tn 1 JJ 
noJn012,n~o,J,[f121) 
no(n 18,nao,2,(m 181) 
no(n04.nao,l,[m04]). 
nO(nOS.nao, l,[m05]). 
oO(o06,nao,!,(m06]) 
nO(n08,oao.J.[mOSJ) 
nO(nO<l,nao,2,[ruO'l]) 
nO\ O I O,nao. l,[rn I OI) 
no(n 11 ,nao. l ,(m li]). 
no(n l2.nao,3,(m12]). 
nO(n 13,noo,l.[m 13)). 
no(n14.nao,2.(rn 14]) 
riO(nl S.nao.l,(m15J). 
no(n 16,nao,l,(m 16)) 
uo(n 17 .n~o.l,[m 17]). 
arco(n002,n008) 
arco<n002.n0111 
arcO(o002.n12) 
al'\..o(n002,n08) 
~rco(n002,n09) 
111 
"' ~o(n002,n04) 
arcoCn002.n05) 
Jto..U(n002.nl6) 
dt~o{n002,nl7) 
arcO( n002,n 13) 
arco( n002 .n l 0). 
ntco(n002.n l J ). 
urco(n008,n005) 
Jrc:o(nO ll.n012) 
orcotn12.n008) 
lltCO(n06,n1S'r 
an:o(n06,o004) 
arco(nO l2,n04) 
dt'C•l( nO 12,n06) 
MCll(n08.n 14) 
arco(n08.n 15) 
att'o!nl4,nl5). 
arco(n005,n009) 
J.rOO(n012,n004) 
~rco(nO 12,n 18) 
urco( nO 12.n006) 
arcO(nOo<J,nOlO). 
nreO(n004.n007) 
atto(n 18.n004) 
arco(n006,n004) 
Jrco(nOOI>,n 18) 
arco(n010.nt111) 
arco( n007 ,n003 ). 
ore o( nO I O,n003) 
arco( o 18.n00j) 
nrcO(n006,n003) 
an:o(n08,n003 ) 
arco(nl4,n003) 
31 CO!J1(5.n003). 
nrcO( n05,o00J) 
atco(n 16.n003) 
:ueo(nl7.n003) 
:m:o(n 13.n003) 
arcO(niO.nOOJ) 
arco(nll,n003J. 
nrco{n0<l,n003) 
Mco( n06,n003 ). 
arco(n04,n003) 
a1co(n 12,n00J) 
F1gura B 2 De.scrição do modelo de teste pa.rn a classe U DPSocket - versõ.o base. 
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Apêndice C 
Objetos de Testes para as classes 
Neste Flpêndice são apresentadas as seqüências de teste::; geradas pela ConCAT para as 
classes Socket e UDPSocket da versão base ela blbhoteca CommonC++ . 
objrto_rn(J,('m02',' m04',' m03 ' ], 'Caso_restc i_O' ,'Socket_cr0.ce'). 
objew_tS1(2.1 ' m02 •.' mOS', ' m03 ' ), 'Caso_rrsrt2_0', 'Sockei_ctO.cc'). 
objeto_tst(J,f'm02 ','m06',' m03 ' (,'Caso_ trste3_0 ', 'Socl..et_ctO.rc'). 
objtto_ts1(4,('m02','m06','mJ8','m03 ' (,'Caso_ tcstt4_0','Socket_ctO.cc'). 
objeto_tsr(S,( ' m02',' m07', ' rnOJ' (, 'Caso_ teste5_0', 'Socket_ctO.cc '). 
objeto_ tst(6,(' m02 ·, • m07' ,' m 14', · rn03 ' (.' Caso_ tesrc6_0 ', 'Socket_ciO.cc'). 
objel'o_tst(7 ,(' m02 ', ' m07' ,'rn 14 ', 'm I 5', ' mOJ'(, 'Caso_teste7 _o•. 'Sockct_ctO. rc' ). 
objeto_tst(8.( 'm02' , 'm07' .'m 15 ·,' mOJ ' (, 'C11so_ resre8_0 '. 'Sockt't_ctO.cc'). 
objeto_tst(9,('m02'.' m08' ,'m03 '(.'Caso_tcstc9_0' ,'Sockrt_ct0.C'c'). 
objeto_tsr( l0,('m02',' m08' .' ml4'.' m0J'(,'Caso_tesrei0_0','Sockct_ct0.cc'). 
objero_tst( l l.l ' m02', 'mOS' ; m l-I', 'm I s·. ' m03'(,'Casu_tcste 11_0' .'Socket_etO.cc'). 
objeto_tst( I 2,(' m02 •, 'mOS'.· m 1 5' .'m03' (.'Caso_ teste 12_0', · Socl..et_ctO.cc'). 
objcto_tsi( IJ ,( ' m02 •, 'm09 ', ' m03' (, ·casl)_ rcsre 13_0', 'Soeker_ctO.cc '). 
objeto_tst( 14,( ' m02 ', 'm J O', • mOJ'( , ' Caso_rcsrc 14_0 ', 'Socket_ctO.cc'). 
objcto_tst(J S,('no02', ' mil '. 'mOJ ' ]. 'Caso_t~stc i S_O' , 'Socket_ctO.cc' ). 
objeto_tst( 16,( ' m02', ' m 12' ,'m03 '1, ' Caso_tcste16_0'. 'Socket_c!O.c~·). 
objPto_rst(J 7,( ' m02 •, ' m 13 ·, ' m03'], 'Caso_resre17 _0' ,'Socker_crO.cc' ). 
objeto_tSt( 18,('m0l' .'m 16', 'mOJ'(, 'Caso_tcstc: 18_0', 'Socket_ctO.cc '). 
objeto_tst( 19,1' m02 '. 'ml7', ' m03 ' (, 'Caso_tcste 19 _O' .'Socket_ctO.cc '). 
objeto_tst(20,('m02 · ,'ml8' ,'m03' ), 'Caso_tute20_0'. 'Socket_ctO.cc'). 
Figun:~. C.l: Objetos de teste para a classe Socket - versão base 
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objero_tst( l ,[' f02 ', ' f08' ,'fOS': f09 ' ,'fi O', ' f03 ' ), 'Caso_teste 1_ 1 ',' UDPSocket_ctO.cc') 
obJeto_tst(2,[ ' f02 ' .'f08', ·ros·, ' f09' ,'fl 0', ·n 1·, 'fl2 ' ,'fll4'.'f07' ,' ffi3 ' ),'Caso_ testc2_ 1 ', 'UDPSock.:t_ctO.cc·). 
obJcto_rst(3,('tU2', ' f08' , ' f05 ' , ' f09 ' , •n O' , ' fll ',' f1 2' . ' fl)6 ' , ' f03 ' ),'Caso_tcstc3_1 ' , 'UDPSocket_ctO.cc' ). 
ubjeto_rst(4,('f02 ', ' 1'08', 'f05 ' , ' f09' , 'fiO', 'fi l ',' t1 2' ,' fD6' ,'f04 ', ' f07' , ' f03 '] ,'Caso_teste4_ 1 ·, "UDPSocker_ctO.cc'). 
objeto_rst(5,[ '1'02','f08' ,'f05', 'tU9', 'fi O' ,'fl l ',' fl 2' , ' tu6' .'m 18', ' f03 ') , 'Caso_teste5_l ', ' UDPSocket_ctO.cc' J 
objeto_tst(6,(' f02 ' , ' f08 '.' f05 ' , ' ffi9 ' ,' fiO ', 'fll '.' fl2 ',' f06', ' ml8' , 'f04','ffi7 ',' f03'],'Caso_teste6_l ', ' UDPSocker_ctO.cc'). 
objeto_ist(7,['f02', 'RJ8' ,'f05', ' f09 ' , 'fiO', 'fll ' ,'fl2' ,'m04 ' , ' f03 ' ],'Caso_teste7_ 1 ' ,'UDPSocket_ctD.C'c'). 
objeto_tst(8,( ' f02 ' , ' f08 ' ,' f05', ' f09 ' , 'fi O', 'fi I' . ' fl2 ' ,'m06 ' ,'f03 ' ), 'Caso_teste8_1 ', 'UDPSocket_ctO.cc' ). 
objcto_tst(9,(' f02', 'f08' ,'f05', 'tU9', ' fi O' , 'fi I' ,' fl 2' ,' rn06 ', ' 104', ' f07' , 'f03 ' ], 'Caso_teste9 _ I ','UDPSocket_ctO.cc ' ). 
úbjeto_tst( l O,['f02' ,''f08' . ' f05 ' ,'f09' ,'fi O', ' fl J ' , 'f1 2', 'm0-6 ' , 'm 18', ' f03 ') , 'Caso_teste I O_ 1 '. 'UDPSocket_ctO.cc' ). 
objeto_tst( l i ,[ ' f02 ',' fD8'. ·ros· ,'-f09' ,'fi O'. 'fl l ',' fl 2' .'m06' .'m 18' ,' f04 ', ' f07' ,' fD3 '], 'Caso_teste 11_1 ','UDPSocket_crO.cc' ). 
objeto_tst( 12,['f02' ,'f08' ,' f05 ' , ' f09 ','fl O' , 'fi I ', 'fl2' , 'm18 ' ,' fl)3' ), 'Caso_reste 12_1 '.'UDPSocket_ctO.cc'). 
objeto_tst( 13,('fl)2' ,' fl)8' ,' f05 ' ,' -f09' ,'fi O', ' fi I ' ,' f12' , 'm 18 ','fl)4' ,' fl)7' ,' f03 '],'Caso_teste l3_1 ','UDPSocket_ctO.cc ' ). 
objeto_tst{l4,[ 'fl}2 ',' f! 1 ,, 'f! 2' ,' fl)4 ', 'f07', '!TJ3 '), 'Caso_teste! 4_ ~ ' , ·uDPSccket_ctO.cc'). 
objeto_tst(IS.[' f02 ' . ' fi I· . '11 2 ' ,'f06' ,' f03 '),'Caso_testel 5_1 ' ,'UDPSocket_ctO.cc' ). 
objero_rst(l6,['f02','fl 1 • ,' f1 2' ,' ffi6' ,' tU4' .'f07', ' f03 ' ],'Caso_teste 16_ 1 ·• 'UDPSocket_ctO.cc '). 
objero_tst(l7,('f02 ',' fi I' , ' f1 2 ',' f06' ,'m 18' ,' fl)3 ' ],'Caso_teste 17 _ I', 'UDPSocket_ctO.cc' ). 
objeto_tst( 18,[' f02 ','fi I ·,' fl 2' ,' fl)6' , 'm 18' ,' f04' , ' f07 ',' f03 '],'Caso_ teste 18_ 1 ' , ' UDPSocker_ctO.cc · ). 
objeto_tst( I 9,[' f02 ' .' fi I '. ' fl2' ,'m04 ' , ·ro3 '), 'Caso_reste 19_ 1' , 'UDPSocker_ctO.cc''). 
objcro_tst(20,['fU2','fl1 ',' fl2','m06' , 'f03'],'Caso_tcstc20_ l '.'UDPSocke-t_ctO.cc'). 
objeto_tst(21 ,(' f02 ','fll ',' fl 2' ,'m06','fl)4' ,' f07' , ' f03 ' ],'Caso_teste2 1_ 1' ,'UDPSocker_ctO.cc ' ). 
objeto_tst(22,(' f02 ' ,' fll ','fl2' ,'m06','ml8 ' ,'f03' ], 'Caso_reste22_ 1' ,'VDPSocket_ctO,cc' ). 
obJeto_tst(23,('f02','fll ',' fl2' ,'m06','m 18', 'f04' ,'f07' ,'f03 ' ),'Caso_teste23_1 ','UDPSocket_ctO.cc'). 
objeto_tst(24,(' i02 ' ,'fl l ',' fl2' ,'m 18' ,' f03 ' ],'Caso_tesre24_ 1 ' , 'UDPSocket_ctO.cc'). 
objeto_ist(2S,['f0.2 ' ,' fi I ' ,' f12' ,' rn 18',' f04' ,'f07'.' f03 ' ], 'Caso_testc25_1 · ,'UDPSocket_ctO.cc' ). 
objeto_tst(26,['-f02' , 'm l 2' ,'f08', 'fDS ' ,' f09' ,' fi O' ,' tU3 ' ), 'Caso_teste26_ 1 ' .'VDPSocket_ctO.cc'). 
objeto_tst(27 ,('f02' , 'm 12' ,' f08 ' , ' f05 ' ,'f09' ,'fi O' ,'fi I ', ' fl2 ' ,'f04' ,'fl)7' ,' ffi3' ],'Caso_teste27 _ I ' ,'UDPSocker_ctO.cc ' ). 
objeto_tst(28,[' f02', 'm 12' ,' f08', ' f05 ' , ' f09 ' ,'fi O' , 'fi I' ,'fl2' ,' f06' ,'fl)3 '], 'Caso_teste28_ 1 ' ,'UDPSocket_ctO.cc'). 
objeto_tst(29,['f02', 'm 12', 'fl)8','f05' ,' f09' ,'f i O', 'fll ' . ' f12'. ' f06', 'f04' ,' f07 ' ,' ft)3 ').'Caso_teste29_1 ', · UDPSocket_ctO.cc'). 
objeto_tst(30,[' f02' ,'m l 2' ,'f08', ' f05 ' ,'f09' ,'fl0' , ' fll' ,' f12 ', 'f06' ,'m 18','f03'],'Caso_teste30_ 1 ' ,'UDPSocker_ctO.cc'). 
objeto_tsr(Jl ,['f02 ', ' ml 2' ,'f08', 'fOS' ,'f09' ,'fi O' ,' fi I ',' f1 2 ' ,'f06' ,'m 18 ', 'f04' ,'f07' ,'fl)3 ' ],'Caso_teste3 l._l ','UDPSockct_ctD.cc ' ). 
objeto_tst(32,[ 'f02', ' ml 2' , ' f08 ', 'f05' ,'f09' ,' fi 0', ' fi I ', 'fl 2','m04 ' , ' f03 ' ],'Caso_tes te32_1 ', 'UDPSocket_ctO.cc ' ). 
objeto_tst(33,['f02', 'm 12','f08', 'f05 ', 'f09' ,'fl O' ,' fll ' , ' fl2' ,'m06' , ' f03 ' ),'Caso_tesre33_1 ', 'UDPSocket_ctO.cc '). 
objeto_tst(34,[' f02 ', 'm 12', ' fl)8 ' , 't'05',' f09 ',' fi. O',. fl l ' ,'fl2' , ' rn06', 'f04 ' . ' f07','f03'], ' Caso_teste34_ 1·, 'UDl'Socket_ctO.cc' ). 
objeto_tst(3S,['f02 ', ' m 12' ,' f08', 'f05' ,'f09' ,' fiO' .' fi I ' ,'fl2','m06' , 'm 18',' 1-03 '] ,'Caso_tcste3S_ I ' ,'UDPSocket_ctO.cc '). 
objeto_tst(36,[ '11)2 ', 'm 12',' f08', ' f05 ',' fl)9' ,' fl O', ' fll ' ,'f12' ,'m06', 'm l8' , ' f04 ' .'f07', 'f03 '],'Caso_teste36_1 ' ,'UDPSocket_ctO.cc'). 
objeto_tstl37 ,('f02 ' . 'm 12' ,'f08',' f05 ' ,'f09' ,'fl O' , ' fll' ,' f12' , 'm 18', ' f03 '], 'Caso_teste37_1 ' , 'UDPSocket_ctO.cc'). 
objcto_tst(38,L'-f02 ' , 'm 12', 'f08' ,'f05' ,'f09' , 'tl 0', ' fi I ' .'fl2' , 'm 18', ' f04', 'fOT ,' f03 '), 'Caso_teste38_ 1 ', 'UDPSockct_ctO.cc '). 
Apêndice D 
Driver Específico - versao base 
A seguir são apresenLados os dnvers específicos gerados pela CONCAT e devidamente 
complementados pFI.ra a, classe Sockel c sua classe derivadn. UDPSocket da prime1ra versã.o 
da biblioteca CommonC++. Devido a grande extensão do código que representa os casos 
de Leste gerados apenas alguns exemplo:> sedio mostrados para a classe UDPSockeL. 
D.l Driver para a Classe Socket 
O dnve1 específico geru.do para n. cii1.SBe Socket sofreu alterações, conforme código abaixo. 
já que essa cla..c;se é Abstrata, e não é pol:>sível instanciar um objeto dela para que os tesLes 
fos~m executados. A pós as alterações esse clriver passará a ser chamado no driver da 
classe dcnvada. UDPSocket para que os testes sejam exercn.ados. 
#inc1udo <fll ~rennl .l1,;. 
#includc <iostream h ,; 
#includo <:;td l l b.h> 
#define Ta'TE I 
#i ncl udc cc4-!-/soc ket h • 
#derin<! ARQUIVO..R.ESULTADOS "Result IO(J txt 
#i ncl udc Defini coes h'' 
#inc-lude 'c;:;sos_Sockc~ 100 h' 
void tnt\111 () { 
TnctAddress locnladdr ( l...ADDR ) , 
UDPSocket• obJsl = Jl('w UDPSocket(locnladdr, PORTA.L), 
CatiO-~es~e I _o ( objlll) 
UDPSocket• objs2 = ncw UDPSocket( localaddr, PORTAJ..) 
ca~o-~esle2 _0 ( objs2)' 
UDPSocket• objb3 = naw UDPSocket( loca lo.Jdr, PORTAJ,), 
Ca:.o-les~cLO ( onts:l); 
UOI-'Socket• objs4 = new UOPSockel ( lucalndrlr, PORTAl..), 
Cil .. l" tesle4 _Q ( ObJS4), 
UOPSocket• obJ:s5 - new UDPSocket ( loculaddr , PORTAJ..) 
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Caso _tes te5 -0 ( ObJs5) , 
UDPSocket* obj,6 = new UDPSock~ot ( loca ladd r , PORTA..L) ; 
C as o _ t este 6 . O ( o b j s 6 ) : 
UDPSockeu objs7 = new UDPSocket( lo c a laddr, PORTA..L) ; 
Caso_teste 7 _o ( objs7 ). 
UDPSockeH o bj s 8 = roow UDPSockct ( localaddr, PORTA..L), 
Caso _tes t e8 _Q ( ob.ts8) , 
UDPSockeh objs9 = new UDPSocket( lo c a ladd r , PORTA..L) ; 
Caso _t e~te9 _() ( objs9) , 
UDPSocket* obrs I O = n ew UDPSocket( loca laddr , PORTA..L) ; 
Caso . t e s t elO .O (objs l O) , 
UDPSocket* obJ5ll = new UDr•Socket ( lo c a la d d r , PüRTA..L) ; 
Caso .iestel l.O(objs l 1 ) ; 
UDPSocket * objsl2 = n ew U DPSocket( loc a l M.I clr 1 POR.TA..L); 
Ca.~o -te~ld 2_0 ( o bJs l2 ), 
UDPSocket• objs J 3 = new U DPSocket ( localadclr 1 PORTA.L1. 
Caso-te.He 13 _o (o bJ s 13) : 
UDPSocket• objsl4 = new U DPSocket ( localadclr 1 PORTA..L) ; 
Caso . tes te ] 4 .O ( objsl4) 1 
UDPSocket• o b js l5 = new UDPSocket( loca. lad dr. PORTA.L) ; 
Caso . teste l 5 . 0(obj s l5) 1 
UDPSocket" objsl 6= new UDPSocket ( localadd r , POR:'fA..L) , 
Caso .te s t.,lG-0( objsl6); 
UDPSocket"' objsl 7 = new UDP Socket ( loca laddr , PORTA..L) ; 
Ca!>o .te~tel 7 .O ( objs J 7 ) ; 
UDPSockct,. obJs 18 = new UDPSockeq local addr I PORTA.L) I 
Caso _tes td8 _Q(objsl8) ; 
UDPSocket• obJsl9 = new UDP Socket (l ocal addr , PORTA..L); 
Caso . testel9_0(obj~l9), 
UDPSocket • ob j s20 = new UDPSocket ( localaclclr 1 PORTAL); 
Caso _test.e20 _o (o bj s20) , 
D.2 Driver para a Classe UDPSocket 
O clriver específico gerado para a classe UDPSocket considera a reutilização daqueles 
testes gerados para exercitar as transações na classe Socket que não tiveram alterações, 
conforme mostrado em 0 .1. 
#iuclude < fs t ream h> 
#in c lud e < •ostream h> 
#i u c lude < std l ob . h> 
#define TESTE 1 
#includ e "cc++/ socket . h " 
#define A.RQUJVO..RESULTADOS " Res u t 100 . txt" 
#J nclud e 1 Defin icoes h' 
#i n c ! ud c " çusos -Socket 100 h" 
#in c lude " ca.sos _UDPSocket l OO .h" 
void maín () { 
lnetA.ddress Joca laddr ( L_<\.DDR. ) , 
liDPSocket* objl = new UDPSocket{ localadd r . POR.TA..L) . 
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Ca.so.tcstc l.l (objl}; 
uDPSockeL • ubJ2 = new t..DPSocket( locadaddr PORTA.L) , 
Caso.te!lte2.1 (obj2) o 
UDPSocket • obJ3 = new UDPSocket( locnla.ddr PORTAL), 
Caso.teste3.1 ( obJ3) i 
UDPSockct.* vliJ4 = ncw UDPSocket( loca laddr, PORTA.L) o 
Ca.so.tes l u L L ( obj4) 
UDPSocket • uuj5 = new UDPSocket ( lo<.n laddr o PORTA.L); 
Caso.te,te5.1 ( obJS), 
UDPSocket .. Obj6 = OCW UDPSocket ( localnddr PORTA.L) 
Caso.teslc6.l( obj6) o 
UDPSo,..ko>t• obj7 = now UOPSocket( locrl laddr o PORTA.L) . 
Caso.taste7 . J ( obJ7); 
UDPSockct• ulu8 = new UDPSocket ( locr.o.ladda . POR:l'A.L); 
Ca.5o.teste8.1 ( objS) 
UDPSocket • OloJ9 = new UOPSocket(locnlnddr o PORTA.L), 
Caso .tc:ste9.1 (obj9), 
UDPSockct• ob 1IO = new U D PSocket( 1 o c tLI <'d c1 r , PORTAL) o 
Caso . Lcs t.cd O . L ( obj I O) . 
UDPSa•' kN* objll = new UDPSocket( l oc<~ l addr , PORTA.L), 
Ca~>o .teste I L .1 ( obj ll). 
UDPSockct• obj12 = ncw UDPSockeq loc~laddr , PORTAL), 
Caso.tc&t e t..L l ( obJ 12) o 
UDPSocl.ct• ob,l l3 = now UDPSockei.( locn. laddr, PORTA..L); 
Caso.tc.ste13. l (ob j l 3), 
UDPSockca ... ouj 14 = new UOPSocket( loLnl add r , PORTAL) , 
Caso.testcltl.l (obj l4 ); 
t; DPSockct • objlS = new UDPSocket ( lorl\ladd r , PORTAL); 
Cnso.teite 15 .I ( obJ 15); 
UDPS.xkt>t• Obj16 = llPW UDPSocket ( loca laddr , PORTA .L) 
Caso .tcsteiH.l (obj l 6), 
UDPSockt>t # obj 17 = n ew UDPSockeq loc!l l a.rld r, Pon:rAJ,), 
Caso.testl'l7 .I (obj17) , 
UDPSockét• obj1S = new UDPSocket I localaddr . PORTAL) . 
Caso.test<•IS.l (objiS); 
UDPSod.tl• Objl9 = new UDPSocket ( lonlll\dd r PORTA.L) 
Caso.testc l!J.l ( obJ 19), 
UOPSocket • obJ20 = l"l('W lJDPSockei.( localadd r , POR:rA.L) ; 
Caso.tesll•20 _] { obj 20), 
UDPSockct• obJ2 l = new UDPSoLket ( localoddr PORTAJ.), 
Caso.te,te:ll .1 ( obJ:Il). 
UOPSockct • ObJ22 = new UDPSockel( locoladdr o PORTA .L): 
Caso . tcste22 _I ( obj22) , 
UDPSockct• C•bj2J = ncw UDPSocket ( loC>\Iaddr , PORTA.!.) ; 
Caso.tcste2J.l (obJ:.!3} o 
tI DPSocket • obj24 = new UDPSocket( lonlladdr . POrtTA..L), 
Caso.test"2 t _] ( obj24). 
UDPSot:ket • obJ2S = new UDPSockct ( loc.tlaud r o PORT..U.) o 
CasQ.tl!slc25 .1 (obj2S); 
UDPSo<'ki't« olJ j26 = ncw UDPSockel( locnl addr o PORTAL) . 
Caso.tllste26 . I ( obJ26) o 
UDPSocket • Obj27 = 11<:\V UDPSockcl ( locu lMld J , PORTA.L); 
Caso.te,te27 .1 ( ObJ27) o 
t:DPSockl't • obj28 = new UDPSockel( loC'4Iaddr , PORTAL) 
Caso.t.-.stc~S .1 ( obJ ~S); 
UDPSockcl• obj29 = new UDPSocke~( loc1daddr , PORTAL) i 
Caso.testc29.1 (obj29), 
UDPSockel.• vbJ3 0 = ne w UDPSockeL( loca l ti.cld• • PORTA.L), 
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Caso . teste30-l ( obj 30); 
UDPSocket* obj31 = new 
Caso _teste31 - l ( ob j 3 1 ) i 
UDPSocket • obj3 2 = new 
Caso_tes te32 _l ( obj32) ; 
UDPSocket * o bj33 = ne w 
Ca8o_tes te33 _] ( obj33) ; 
UDPSocket * obj 34 = new 
Caso-teste34 _J ( obj 34 ) , 
UDPSocket• ob j35 = new 
Caso_teste35 _l ( obj35); 
UDPSocke t* obj36 = n ew 
Caso _test.e86 _l ( obj36) , 
UDPSocket,. obj37 = new 
C1\so _teste37 _J ( obj3 7 ), 
UDPSocketoo obj 38 = new 
Caso_te;te3 8 _! ( obj38); 
UDPSocket ( localaddr , 
UDPSocket ( localadd r, 
UDPSocke L ( localaddr , 
UDPSocket ( loca.la d d r , 
UDPSocket( locA iadd r , 
UDPSocket ( loca ladd r , 
UDPSocket( loca ladd r , 
UDPSo<ket( local add r , 
PORT A.L) , 
PORTAJ,) , 
PORTA.L), 
PORTA.L); 
PORTAL); 
PORTAL): 
PORTAL}; 
PORT AL); 
!/CASOS DE TESTE HERDA.DCJS DA SUP'l:RCLASSB SOCKb"T· 
UDPSocket .. obJ40 = n ew UDPSocket{ loc <> laddr . PORTAL) , 
C aso _teste2_0 ( '>bj40} 
UDPSocket * obj4 l = ne w UDPSocket( loca laddr, PORTAL): 
Caso _tes t e3 _Q ( obj4 1 ) , 
UDPSocket* obj43 = new UDPSocket( loca ladd r. PORTAL) ; 
C aso _teste9_0(obj43) ; 
UDPSockei * obj 44 = new UDPSocket ( localadd r , PORTAL ); 
Caso-~estelO_O (obJ44), 
UDPSocket• obj45 = new UDPSocke t ( localaddr, PORTA.J..), 
Ca.so _teste l LO ( obj45) , 
UDPSocket* obj 46 = new UDPSocket( loca laddr . POR.Tt\.L); 
C nso _teste 12-0 (o bj46 ) ; 
UDPSocket .. o bj47 = new UDPSocket ( local ad d r, POR'rA.L). 
Caso-tes tei LO ( obj47) ; 
UDPSocket • obj48 = new UDPSoc ket ( localaddr, PORTAJ~) , 
Caso _testel4_0(obj48) ; 
UDPSocket* obj49 = new UDPSocket ( local addr , POR:TAJ:..) . 
Caso-tes te 15 _o ( obj49 ), 
LJDPSocket * o bj.SO = new UDPSocket(l ocaladdr , PORTAL) ; 
Caso _testel6-0(o bj.SO) ; 
UDPSocket • obj51= new UDPSocket ( local a ddr , PORTA.J..), 
Caso-test e L 7 _o ( obj 5 1 ), 
UD PSocket• obj52 = new UDPSocket( localad dr , PORTA.L). 
Caso_teste18 _o ( obj52 ) i 
U DPSocket * obj 53 = new UDPSockct(local add r , PORTA.L) ; 
Caso . teste l 9_0( obj53 ) , 
D.3 Casos de teste para a Classe UDPSocket 
Exemplo da implementação de a.lguns dos trima e oito casos de teste para a classe UDP-
Socket que são chamados no dri·.rer especifico dessa classe. 
templat e <c lass T ipo> 
void Caso _t esle l_l ( Tipo* cs t ) 
c h a 1-,. met= new c har· [ I 00 ] , 
D.J Casos r/e te:,te para. a Classe UDPSockct 
c hot bufrer Rt'~t'~~~~ (T.\\U.IE'-'5.-\GE\J..·I 
chur • l>ufft>rl•:n-.a=l\IEli&\GEJI,I ; 
I nrtllo.,tAddro••" s ( RJIOST) 
lnet ll ••~tAddrcs~ c(LJIOST) 
nf•trcnm arq .i.RQL'J\'O..RESULT..._DOS ao~ : app) 
i f (I arq) 
Ulllt <<"Erro abr 111 dl'l arquivo! \ n''; 
c lsc 
cout << ··cr3vando auformacoes cnt.o de 1\·.,te l.l' \ n", 
try { 
·· ~ j ->Tc~ la. l n va r l antu() . 
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1/•n~I="CS,etP~u(PflrarnelrtJ dPve H r um obJr.lo do t ipo lu~tHotiAtltlres- f1,\ ''.fhort\r) •: 
"trcp' (mf't "CS:.etPeer(:;ervador ("); 
I 
strcnl(mN fU-JOST ) strcal.(met,"). '). 
Nlrlnt ( rue\. 1Lon(PORTA..Rll; strcal (me•. )'' l, 
('sl->se ü' ~l'r (h,( s hot·t int ) POHTA.R ); 
"''l .._. ' t\1t'l()do chamado << mel <.:~ "\u" 
.orq . flu:.h{). 
cst ->Te~la. fn,·ortilntr( ), 
//mf'l.-:= "CSI'nd(votd • bujferEnvta, >tze.t TAM.MJ:;JVSAGEM) ··, 
~trr.py{tnt't, " CSend( ) 
~ t rr.;n ( rnc-1 , hu HerEnvta.), strct\l (mel,~ ', ~) 1 blr co.l ( ml'l. i toa (T.;\.\I.MENSAGE\1) ); 
,ucAl(met )"), 
1 ~l >:,end ( buffcrEnvta, TA.\D,JB\."i.._GI:1.l), 
arq (r "Metodo chamado " << meL ,< "\n'', 
.uq rtu .. h(), 
<111 ._. 1 e~l••-lnvaroant .. (), 
j/mrl= " 'H/utPct:r(lutLHostAddr~s. '· short POR1tl.L) ", 
•I r rpv ( n 1 C'~," Sl-l.sctPeer( ~1Hv 1 dor (") ; 
lll tlrlt{mct , RJ IOST), Hrcat( met,' ), "). strc,l t{IUet, lton(PQllTA.L)), 
H 1 < n l ( tlll'L ) " ) 
u>t-> setPet:r('>, ( short t o t ) PORTAJ..); 
o\rC[ << "1\ INodo) c hamado " << ffi('IL <• "\n " , 
""I rtu s li (); 
"'l ;> lC>LI\ . ftt vB rtlliiLC(} , 
ff mct= ::,n.n·(uo•d • ba.fferRI!!cebt: 6Ue.t TA/IU.tnVSACFM) , 
t'!o\- Ro:cv ( bu lfcrRecPbt: TA\.D:!ENS-\CEl\11) ; 
'l 1 C' p y ( nwl , " S Rccv t ' " ) , 
~I r eal ( 111fol, buffer R eccbe) strciiL (ml't, ·• ' , ") , 
lltr<'lll ( mcr. tton (TA.\I..MJ:oJISAGE\1)); s ncat ( uwt ," ) " }. 
nrq << - ~lcto<.lo chamado •· << tnE'l .;.•; • \ n" , 
urq flush (), 
,·,t->Tc~lt\ lnvnriarnc(), 
.~rq << " Ca o.tcsteLI OK1\n 
tH'l fi u~h ( 1. l)fQ ' ' 11 • arq clo>e (), 
r t ~R··IHorlARQUJVO..RESlJLTADOSI 
dclotc C'J>t, 
C'<~t c lt ( chnr• c ) ( 
iH()"-"- "Çd~O.LC>lCI.I \ n" , 
rorq flt'-l1 l): cout << arq << • <.:: \ n" , 
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arq << ' Metodo c hn.mado · '' << met << "\n" ; 
arq . flush (), 
cst ->ReI a to r ( ARQUTVO.RESULTADOS) , 
arq << ~\ n" 
arq. close l), 
catcb ( ... ) 
arq .:-los e (); 
I 
template < class T ipo> 
void C'aso.~ea~e2.1 (Topo• ··st ) f 
chor• mel= new c h ar [ 1 O O J, 
char bufferRecebe [TA.\I..MENSAGEH+ 1j , 
c h ar • b urre r E o v I ~fEl\SAa;}.l ; 
Inet HostAddre"" o( RJiOST) , 
lnetl:fostAddress <'( LHOSI'); 
ofst r<:'am arq (ARQUIVO.RESULTAD::lS, 10s app) , 
i f l ' arq) 
co ut << ,,Errl') abrindo arq u 1vo t \ n 11 , 
o i s e 
co ut << '' Grovanrlo informaC·:> tJS caso de ~ ... ,;to 2. 1 ! \ n"; 
try { 
cst ->Testa.J nvarcanLe(); 
//met="CS3e1Pe.,r(Pur(>metro d•v e ser wn ob1d11 tio topolnetHostAddre•., f1 \ ''short \'')", 
Hrcpy ( met ," CSsetPeer l ser v c dor (") . 
strcat(met fLHOST) strcst(met, '' ) "), !.lrc<n(mt:t ttoa(PORTA.R)), 
s tr c a~ ( met., " ) ) 
o.:st - >setPcer(,;, ( s hort l n t) PORTA.R), 
arq << "Meloclo <'h amado : " << met << ., \ n" ; 
a.rq. fl u s h () ; 
c;.st - >'Testa.l tw iHil\nlc:(); 
//met= " CSend(11otd ~ bufferEru•ta. , .uze.t TAM.MENSAGEM) ": 
strcpy ( met ," CSctld { • '' ), 
" L r c a~ ( m et , b u f[ e 11:: n v t a ) 1 s t r c a t ( met , ·· ' . " ) ; 
s L 1 o,; a t l met. i to a. (TAM..:V!E.'\ISAGEM: ) ; 
s t r c a t ( me~ ")" ) , 
cst - >Send ( bufferl::>nVHl. TA.'\1..1\.IINSAGaf) 
arq << "Metoôo chi\mado · • << met << "\u ''; 
arq flu:,h (), 
cst - > Testa_lo\'3TtlllHP (), 
1/met= " SR~etPeer(lnrtHa.>l.4ddress c, $hnrt PORTA.L) ", 
strcpy(mel, ' SRoctPeer(cl oente(") , 
~trcat(met,LJIOST); :;Lrca.t(m·?L ,") . "), str l at( troel, itoa(PORTA.L)); 
strcat (mel ," ) " ), 
cst-> selPeer(c , (short int ) F'ORTA.L) ; 
arq << "MeLodo é hamado: " << met << \ n", 
a.rq. r I u" h () ; 
c:,t ->T esLa .lnvarlan t e(), 
//mel..= "SRecv(votd •bufferRHebe sne_t Tt\M..J.IENSACEM) ": 
cst->Recv(bufferRecebe, TA.\1.MENSi\GEM) , 
D.3 Casos de te<;te para a Classe UDPSocket 
I 
J>llq .. ,(mrt 'SRecv( ), 
~lrnH (mel, bulferRecebe) str~at (mel,"' ) , 
'1 r r ·• t (mel, o lua (TA\I..Ml:NSAG5\IJ ) , "to cal ( mPt .' ) ") , 
1u (I • < "!\letodo chamarlo. ' << mel << \n" 
arq flu:,h(), 
<St->Te>tn.l IIVaroante () 
//llot'l= SS,•IPeer(lueLHoHLAddre~~ ·'· •hort f'ORT4J?) ", 
otrcpy (mel "SSsctPecr ( ~~<IVidor ("), 
·' l r c H ( met ,lU IOST) , s ta tH ( met , " ) • " ) • ~ t 1 c a t ( mct i to (I ( f'ORTAJl) ) ; 
't r c 11 t( mel, •·) ) 
< st '>HctPt·•·r (', (s h ort ínt ) POHTA.R) 
111 q ,. "MotoJo chamRdo. " << onet .. '- '' \n" 
"''I flush (), 
cat-> 1 est.o.lnvarrante(), 
/ /mt!t= SSI'nd ( vo•d • /oufferEmna .n z e . t 'fAAf.J.fFNSAGE.Io,.f) •; 
st rqw (mui," 'lSE>nd ( ,. ) 
st11 iH (ml'l, burrerEnvia), ,trc-olqmet,' ' , "); 
'lr• IH {mel, llva (TA\L\IENSAGcM)) ,ucilt ( mN, " )"). 
c:.'t -'!:iend l hufretEn' oa, TA.'\U..IEN~VE\1) 
tlt<t << ~!!'todo chamad() ., << met << ''\n", 
Mq flo,h(); 
< •t->Te>l••.f n variantt' () 
//•rtrt= "CR,~tPe~r{lnetHo .. t.1dd•~"" c, sho•t PORTAL)", 
'lr~p) (mt•t CRsetPecr(cloente( ) 
~lr Ult (mel l JIOST), ~tr('al (mel "), ., J, st I(' nt (rnct. tl()H (PORTAJ..)), 
to l r< o \I ( n oet , ' ) ) 
ot-> >etPeer(c , PORT,\J) 
uq ~ .... ~ ~l•.,tt>t-Jo çharnaJo << ltt-t:t. .:.: n \n" 
arq flu~>hl), 
rst->Testa lnvnroante(J, 
/ /mel= "CRuv(uotd • buff,.rRecebl!, stze . t T/tAU.114VS. \GEM) " , 
nt Rccv( bnff~orRec"h", fML\J:E:ISACEM} . 
' t r r p y ( lll .:t (' Rccv 1 ' " ) , 
Mt r r:ll( l t o ei,b t~ ffetRecl'bt~) strc~:~t(met.," ' , '). 
~ ~r cor ( n1 et , ' LO ti (TAI\t.MENSAC~·I )) i Hrcn.t ( 1nel, ·• )"); 
Mq • .<.. \lctorlo cha.ma.dCJ << met <"< • \n" 
'""~ · fluoolo () , 
c-t-> l'csiO.I IIVO.ro,l.Htf' (}; 
~>rq <..<.. • Cn~o.Le~te2 .1 01<1\n" 
nrq . flu!>h(), arq <..< "\n, arq dose() ; 
c t ·>Rf"lntor(ARQt-1\'0..Rl:sUlT.ADOSJ, 
d('lotc '"'; 
ClltC'h(ch ar• c) { 
.uq .._...- Ca,.o.t~<,tP2.1 \ n". 
urq flu .. h() , cout <"' arq <<r<< "\n", 
IH fi << "!\lo•todo chomndo· " << mel <-< " \n", 
M<.t flush(), 
r~t->Rdator(ARQUI\'O.RESLl..TAOOS). 
,\rq <• ... "" \n~ 
'"'I. elo'"' O . 
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catch ( .. ) { 
arq.clost>(), 
} 
Lemplate <class Ttpo'> 
votd Caso_tesLe8_l (Ttpo~ cst) { 
cbar• mel.= new c h ar(JOO J, 
c har bufferRec.,be [TAM.MENSAGEH+ lj, 
c har • bu ffer Env ' <:~=MEN3AGEM; 
lneLHo.stAddresq s( lU10~'T); 
luetHostAddres:; c( LJTOST) ; 
'inckcomp lete_t co.,lp , 
comp=S()CKET..COMPLETIONDE:LA YED , 
ofstream &rq (ARQUTVO.H.ESULTADOS. tos: : app) 
i f (! arq) 
cout <<Erro nbrtndo arqu•vo' \n", 
eis e 
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cout << •·c"'"uudo tnformac.~es ca!lo d<! Les•e S_ll \n , 
try { 
cst - >Tes to._! n v ar li< 11 te() 
//met:: "CSrsetPee!'(f'M·ametro deve ser ''m IJio)etO do tipo fne t HostAdd1·~ss f:J,\".short\'') 
.strcpy (met,' 'CS -.·tPcer(servod<•r (") 1 
l>Llcat( met,RJ-IOST), :otrcar( met," ), ' ), 
strca t (tnet r toa {PORTA-R)); strcat (n1et,' )~). 
cst ->setPeer(s,(sh ort int ) PORTA.R.) . 
arq << "t.ll'todo chamado: " << met <·, "\o''; 
arq flush() ; 
cst ->Testa_! nvnr tnnl e() 
//met:: "CSend(\ " Mm~agem padoao . \" 20)": 
.strcpy ( met "CSj)nd ( •"), 
st.rcat (met , bufff.'rE:nv •::>) , ~~ rca~ (met, ' ', ''), 
SHce.t ( mel . í toa. ('TAM..MfõNSAGEM)); s tr cat. t• neL,")") ; 
csl - >Send ( bu rrer Env i lL, 'TAM.MENSAGEM) , 
arq << '' lvletodo chamado '' << met << ., \ n", 
arq, flusb (), 
c~~ -> Testa_! n v ar tan ~e () 
//met:: • SR.,.:,Peer( lnetHo~IA ./lres~< s, 8hort PORTA-L] n, 
~trcpy ( met. ' SHh"t Pc>.-r( ~t:r v1dor (") . 
• trcat(met,RJI'OS'r) :.trcat{met,"), ~), 
strcat (mct, ttoa (PORTA..L)), strcat(mE't. )''), 
c~t ->set Peer (s, (sh ort int) F'ORTA..L); 
arq << ~ Metodo chamado: '' << mel << \ u", 
arq flu sb (), 
cst - >Tes La- l nvnt itLnle (), 
//meL:: ''SRec'tl( IIOld "'bufft>••Rt:abe, HH-1 TAM.MENSACEM) " ; 
Cl> L->Recv( burferRecebe , TAl\'LME'SAGEM), 
strcpy(met , ' SReC'v( ' ) 
.. trcat(mct, bufferR.eceuo~\ , ~tTcat{met,'", ''): 
strcat ( met 1 toa (TMUviENSAGEM)); strcat ( n .et ," ) " ), 
arq << " !l.letodn c-hamado " << met << "\u" 
0.3. Ca ..... o& de teste para. a ClãSse UDPSocket 
I 
;uq.!lu~h(), 
<'llt-> ft>~t'\_Tnvarlantc(}, 
//m"'l SS•rtPeer(/11etHostAddress 6, •l1<11t PORTA.R)' 
~ tn:: p y ( 111tt, '' SS~ct Pccr ( .se~v i dor (" ) ; 
,ucat(onet,R...HOST). l>trcat(met '}, "}; 
't 1 o ,, t (me~ 1 to a (PORTA-R) ) s t r c a t { nlt't ," ) " ) , 
<ai- b~tPcer{:> (lihor~ in t } POIUA..R ) 
1u q v· :\letodo chaml\do << met ,< • \n'' , 
nrq . llubh(} , 
o·sL ,...'1 estn_[nvn.rlflnLc (); 
1/mrf= "SSend(voitl •ll ,.fferEnviro, Nuc_t, 1'AM..MBNSAGBM) ", 
' ' rrpy ( met, "SS1'11d (' ) 
'\l(:nt(mct,huffflrEnv~<•), strcnt(nof'l '', "), 
'tu· .a l meL , 1t o a (TAl\ L\JENSACE1-1) ) • t r r n t ( met ... ) " ) ; 
Cli t ->:,end ( bufferbnv1a • TA\lMENSAG&\1) 
tH<I << " Metodo di<HIIet.do " << met << \ to , 
nrq flu~h() , 
ç~t-> Testa_lnv..rlc\lltf'{); 
//mt'l = "se/CvmJ•letoort{\" sockcompltt('_t\ ") '', 
a;Uo p) (mt>t " "etComplctton(~ockcomrl<'t••-t comp)"); 
c:.t->•l'tComplett<,/ll(comp), 
arq << · ~tnodo cltculli\do · " _...< met. ..::< • \ 11": 
urq llu•h{) , 
<',t->'re:>tc\-lll\iil.rlattte(J, 
"''I << Ca>O-tl'sle8_l 01< 1 \ n~ ; 
nrq rlu~h() ::Hq << "\n' , nrq.clo~to(} , 
, l -He lato>r (AllQI.WO~TADOS); 
d('ICtO <'>I ; 
cn~ch ( char• ~) { 
"''I ' "Cl>bo.tes~.: l) I \ n" , 
.> tqf l ll:,h(} , CO\IL<. '-. "· Mt(• '-.C<< " \ 11 ~, 
'" q o...< "Mel orlo c lt :>ll ta do . '' << noe l .:"< ' \ 11 '' ; 
h I< I r l u :1 h ( ) • 
rNt -~ Rei3Lor (AHQlnYO.RESULTADOS) , 
arq ~< \ n", 
IHIJ c lo"e ~), 
<'RI c h t J { 
llrq do• e() , 
} 
tcmplntt· <c lass Tip<>> 
void Cn u.teslel l _l(1tpo • lhl) { 
chnr• noet= fl('W c har 1110: 
c h nr buffcrReceb.,{TMLMFJ'<'SAGE\1+ I ]; 
t:h llr • huffo::rEuvon~IFN),.\GEM; 
lnPtllo,tAddres~ ~(RJ !OST) , 
ln..tlln" Addrf'•~ c(LJ IOST), 
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o rstream a r q (ARQUTVO.RESULTACOS 1 i o.:> . 11pp), 
i f ( ' nrq) 
cout << "'E:no nbr •ndo arqu J\·o 1 \n" 
e is e 
cout << ··cravando 1nformacoes ca;,o de t•!:ste 11 .. 1! \n", 
~ry { 
cst.->Testa_lnvanonte(). 
} 
//mct= "SSsf'LPetr( lnetHostAddrer;s ., i$hur' PORTA-R)~. 
•trcpy(met "'SS~etPeer(serv • dor() 
strcat (met R.J IOST): strrat( me~ ."), "), 
strcat { met itoo (PORTA.R)); strcai. ( w o.Jt "')"'), 
csl - :>set Peer(s, (S h OrL int ) PORTA-R} 
nrq << 1' Metodo c h<>mado: " << met << "\11 '' ; 
o.rq fl u s h (), 
r.st - >Telola_[nvnrtnn 1 e(), 
//met= "SSend(vo•d • bu/ferSnv•o 1 siH.t TJV.I..l'IIIENSAG6M) " , 
strcpv (meL, " SSend ( "), 
"Hca~ (mel bufft>rEn Vl.l) 1 :.L rcat (met, 
.uca• (met i toa (TA.\l .. MENS:\Ga!)); strcat (111et. • )"), 
cst - >Seud ( buffcrEnv1a , TA.\I..M.~GEl'vl } · 
Mq << "Mctodo chatllndu •• << met << n \n", 
arq flu s h (), 
cst->Testa. .. ll• va.r l o. n t.e() 1 
//m.et= "CRsetPcer( lnetHostA adress c , sho1·1 POR'rA.L) "; 
~trcpy ( met ," C f'l.:;et Pe<or (c 11 c n t •l ("} , 
:>lrcat(rnet,L..HOST), at r cat( met '' ) "), 
strcat(met,1toa(POR.TA..L)), st r cat(met ,' )"), 
cst-:>setPeer ( < POR.'rAJ.): 
arq << " i'lletodo ch.unado. " << met << "\n' . 
arq flu&b(}; 
csl->Teata_l n vari.1n te() 
//met= ''CRect•(votd •bujferRe<:ebe 1 Stze .. t 1itM.MENStlGEM) ''· 
c.st - >Recv l b u rfcrRecelH.•, TAM111ENSAGEM); 
s t 1 c p y ( met , " CR.ecv ( " ) 
st.rcat( met , bt~fftl r Rocebc); .nrca t ( noel , ·• ', '' }: 
"l r c a t ( mct , 1 to a (TAM.MENSAGEM) ) ; s l r c a t (me r, , ' ) " ) , 
arq <<. '' Metodo chumado. •· << met << "\n", 
::~.rq fl11s h (), 
~.>t ->Testa .. ! n vnr 1au to" () 
oHft << "Ca::~o_te~rcl'l-1 01<1\ n 
«rq, flush (} orq <.c.. \ n" arq do~e () · 
c,t - >Relator ( ARQUJVO..RESULTADOS) , 
dele t e cst. 
cate h ( char• c) l 
a.rq << " C aso .. t.e>~tc l 4 .. 1 \ n", 
arq . f l us h (); <:o u t "-< " , a rq << C' << "\ n '', 
" rq << .. Metodo c hamado . ·• << me t << "\n", 
Mq . flusb() · 
.·s t - >RE-lator (ARQIJ!VO..RESULTADOSJ, 
arq << ''\n", 
arq clotoe (}, 
0 . .3. C~os de tec;te pMa a Clas;;;e UDPSocket 
Clll<"h (, • ) { 
""I· du•<- (), 
} 
tcanplatc <..<" lass Tipo> 
void (."n_,,_tc~tP2G.I (Tipo . c~t) { 
<'hnr• nwt- ncw rhar [lO O]; 
c hnr bu f f t>r R "'ebe (TMi.J\If2\IS.\Galt 1), 
c hnr • b llfferE n v a:.::::i\ !FN>AGEJ\.1 , 
ln !'t ll ostAddrf$s s( IU-tOST), 
luNHost ·\dcl r c11~ c(LJIOST} 
boo l rct<>ruo, 
of~uo:am (lrq ( \RQUI\'O.RESULTA.DO) •o~:' ~'PP); 
jf l! 1\rl() 
t'<JIIl << "Erro .1.llr1ndo arqoi\·o! \u", 
ClH' 
toul << ''Crnvamlo 1nformncor,~ ca~" de tt"ste 26.1' \ u", 
Lry { 
r~t->'l't•!ltn.luvarillntc() , 
,trcp,> (mct."~>Broculca~t ()"l, 
rt•torno = c .. t->a»l3ro.'\dca"l {). 
a1 •1 <' ' :-.letvdo chamo<do. " <"< met << " 
"rq flu:;h ( l 
<'~t->1't•sta.lu\arwnte() , 
•lr< p) met C:'i,PtPcer( :.erndor 
~trcat (n1ct., IU IOST}, Hrc.<t(mct •·), ") 
rct.orno •· <·~ ret.orno << \ n"' 
111 C iH ( IIH' L , 1 tua (POHTA~) ) st real ( tnct,")") , 
<:.t >"•'t Peer ( ~ ( s hort int l PO!lTA.R) 
Mq <• 'Metodn c h:unndo: '' << rnPl <<. \ n '' 
'"'I flu,h (), 
('SI. ' l t1sla.l i1 VIH111.11L e(), 
//mct CSPnd{Panunetro deve •er um ponl rJtro pnro. l!otd,\''.<!ll'.L\")n, 
~trcpy(met,"CScntl( '), 
,,tr,.ü ( nocl. h nrfer E u v 1a ) , sLrc,•t (me~ '" ', ·•), 
H 1 c" t ( meL 1 to a (TMI.MENSACEM) ) !>i r c a t ( nu'\ , " ) " ) , 
•'ll-..>Senrl(bnHt>rEnvla. TML"IENlAGEM); 
'" <t << "Mctmlo cha 111ado " << ll1E'l << "\u" • 
arq . flu .. J. {l 
c~L->'i'<'•La. I nvaroó\nl~ () ; 
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//llll:'l r · SR~rll''.~r(Parofllelro det•e •e r um <Jb}elu do (I IH' /nt'l Ho1tAddre<.• 8,\",.hort \ •) 
" ' 
'tr c; p\ (mel," S lhe L l'eer( .. e r v ido r (") . 
s t r C',, t mel R .. HOS r) s t r c a 1. ( mel \ " ) ; 
s l r~ tl t ( uu·t 't "ll ( PO!lT.'\i.) ) "t r" a l ( "'"l , " ) ' ) , 
<St- -rtPeer "· (short i n t ) PORTA.L). 
tHq <·: l\INodo chamado " << meL << .. \ n", 
.uq. rtu•h(), 
•··t-"'Tt,ta._lnvnrl<lntc (J 
//met 'SRtcii(Parametro rleve ser u111 ponl l'tro 1•arn volof \"qze.L\") 8 ; 
126 
c-•t - >Recv( hufferRecebe, TAM.MENSAGEM) , 
't r c p y (mel , •· SRecv ( ' " ) ; 
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:.trcat(met,bufferRecebe) , >Lrcat.(met.'' , ") 
s t rcat t n1et , i toa (TAMMENSACEM)); H r c a t ( met," )'' ) , 
Mq << ·• Metodo rhnmo.do . •· << met << "\n" 
urq flush(), 
t:st - >Te.to._lflva.rra.rlte (); 
nrq << "Cn~o-tcste2lLl Or< ' \n'', 
nrq flut~h(); arq <<"\o arq . dose() , 
c<õt->Relntor (ARQUl\'O.RESUI.,TAOOS); 
d<>lcte Clil, 
cntch ( rhar• c) { 
arq << Caso-teste26-l \n', 
a rq. flu s ll (), cotr& << .", t•rq << • << "\n" , 
'>rq <-. "Metodo <homado . '' << mel << "\n 
ilrq ri ush () , 
cst - >Relator (A.RQU1VO..RE5!JLTADOS); 
nrq << "\n , 
arq. clo!!e (} , 
co t e: h (. ) { 
iJ.rq c looe(); 
} 
Apêndice E 
Código para encontrar relação entre 
arcos e casos de teste 
Neste apêndice é apresentado o código do procedimento para conversão das informações 
da descrição do modelo de teste para a classe (arquivo com extensão '.mt') e os objetos 
ele teste (arquivo com extensão '.otO') gerados pela ConCAT para obtenção da relação de 
cada arco com a transação que pa&a por ele. Como re::;ulta.do são gerados três arquivos: 
• arqmvo u.lent.ifi("ado por ''idenLarro txt" onde são mostradas as identificações de 
cad<t arco e os nós que formam cadn, um deles; 
• arquivo '·idem .. arco .. metodo.txt"' que contém a mesma tdentific.:ação para cada arco 
mostraria no arquivo anterior acrescidt'L do nome de cada método da classe q11e 
compõe o nó, ao invé:; da ideutíficação do nó, 
• arquivo ·'telaLarco .. caso.txt'' onde cada linha contém a idellt.ificaçiío ele um aren e 
<'t identlfiwção de um caso de te.sle que o exerctta. Pode ocorrer de um arco ser 
exercitado po1 mais de um caso de teste neste caso existe uma linha para cada par 
arco/caso de lE'.ste. 
# inc ludo <... fun ~;t t onal> 
# inc lude <fstrei\m;:... 
#incl ude <•o~tream> 
# mcludc < mat h . h> 
# includo <sstrC'n.m'> 
#i n c lude <Hdlib h> 
# inc luda <strtng> 
#includ e <vedo r > 
u &ing nnmespaco :<td, 
#define TM!Sl"RlNG lúO 
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#Ocfi n e TAI\1.S 1000 
#defi n e AR.Q,.SAJDI\ "rela.~ao_arc:o.•:a .. o. txt 
#define ARQ,..SAIDA2 •· ident-arcO-Ill·~todo. txt ·· 
#define ARQ,.SAJDI\3 ·· ident.a.rco. I >(t • 
typt>de f struct m!'todo { 
chnr 1d [TN.1.srFUl'G]; 
chnr nome ITA\I..STRING ] 
} m~~odo 
Ly~~def struct no{ 
c: h a1· •d [TAM.sTRlNGJ, 
metodo• met 
}no, 
lypeclef struct ~nco { 
c har id [TAM.SrRING], 
1''1<)* nl 1 
W'• n2 ; 
}arco , 
typedef struci C' i\>! O { 
chor od ]TAl\.l..STH.INGJ, 
o nt num_arcos, 
at(·o •• arcos; 
lcu:~o, 
typ cdcf str u ct descrotor{ 
in t num_metodos, 
rnctodo* meLados , 
int num _nos, 
no .. nos, 
In L num_arcos, 
~t.rco• arco~ 
lnt num _csso~, 
C f\. "i O • casos , 
}d<J .. critor; 
c har• i toa ( int mu11){ 
c h a r *StrNum=(char • ) malloc(S•sizeo f(ch ar J), rharTentp 
iut count=O.nl=num , sto B=O ,strE=O, 
l f ( noun < O ) { 
strNum [str B++J= '- ', 
strE•+ 
nl=-hol; 
whilo ( rd >= lO J { 
~tr:-lum fs tr8++! (o l % 10)+ ' 0'; 
nl = ni i iO, 
str:-lum]strEJ = n!+ ' O' ; 
sLrNum {strE:+ l ) = '\0 '. 
whdc ( 'trB~~~•E ){ 
t h \r I •'O•P = str:-lum ,u B I 
~tr:-lurn(strB] str:-Jum,~trE). 
'trNnm I s~r E) = charTemp 
:.trB++. 
•slrE--
rulurn(!>trl\nm) , 
void rrro..cstr •rt •rrn.metoclo( ifs~ream &pornlArq. d(>scrrto r •dt•~t) { 
l nt rnnt, 
chnr ~> ITA111..S • ps • • P" I 
po 111 I A r q . c INH () 
po•ntArq sel\kp, (0, ío~ beg), 
whilc { 'pvintAHJ. eof () l{ 
porntArq getllnr{ s , 1'-\M.::>J. 
p:t ... tr.~t..r(~ m~todo'-): 
if( {ps-s)~ ) 
til'" ->num.tnPtodos..-+, 
P"tnl \ rq clt· ,\r ( l . 
puintArq .• eck~ (O 
de ·• - metodo•=n cw 
lOJil =0 
IOll b~>g) i 
m<'todo I desc->nutn.mPtodo~ ), 
whil~ l 1 pvrntt\rq .,o f() ) ( 
fHJint\rq.v.ct ll nP{ .:s, TA!II.S) 
P"' ~t.tstr( ... , rHetodo"); 
if( (ll~-s)~l ){ 
p~='tr"t' (s, (") , 
P'++, 
p~l=su,tr(s , ,"), 
•tr ncpy ( rlt>tH ->mcLoJ o~ [ ront ]. rd , s+(ps-s) , r>~ 1- ljli), 
p~=p~l 
p .• +=2 
P'> l=:H r H r ( ~+(p~-s), '' , 
~lr "'-PY ( dl"!lc->metodo~ l cont ]. nt.>rne i+(ps-~) , p~ l -p~ -I) i 
C'(HIL++ , 
void rrra.c~trnturn.no(rfl>tft'.ltn &.."JlOIIHArq descrttor · de-c){ 
int unt,contl, 
bool eu(Oiltrou : 
c h nr TA~I.::í), • P' , • psl: 
c h ar llll't I rAM.S I. 
l>•lltot·\rq .:lt•rr(l ; 
tlnrnt·\rq '>l'l'kg (0 , •os:·beg) , 
129 
130 Apenrfice E. Código para encontrar relação entre arcos e casos de teste 
whtle ( 1 pointArq. eof() ){ 
potntArq get ltn r· ( s, ' rAJvLS) 
ps= s t r:. t r ( ~ , ·· no· ) 
i q ( ps-s )==O ) 
de~e->num_nos+ +, 
po1ntArq clear {) 
pointArq. seek~ (n, ioo · beg) ; 
desc - >nos::::ncw no l desc-'>n llll1 _ncs] ; 
cont =0, 
whi le ( ! po111tArq o::of() )( 
po 1ntArq.getl i ne( :1, TAM..S); 
ps=s t r s t r ( s , , no" ) , 
I f( ( P• - &)==O ){ 
} 
} 
ps=strstt (:; (''); 
ps+-L, 
psl=str:.lr(~> , " ), 
strncpvldeSt->no~ [ cont J •d . ~+(ps-&) pbl-p::) 
J)1>=S l r S t f { ó , " r n ) 1 
ps++. 
psl=sLrsLr (~+(p•-fo), "]'') , 
strncpy(met.~+(ps-~) ,p~l-p~) 
met [ psl-ps]= '\0 ' ; 
d esc - >nos [ con L J . m<;~L =U; 
for ( cont I =0, encon t rou=fa ls•• , ! encontrou ,IIJ5t ( ront I <eles c - >num..metodos) cont l ++) 
if ( slrCIIlf>(mcLdesc->tnetodos[contl] td )==O)( 
de~c->nos [ cont I met.=&desc->rnPtodo~ I contl J, 
encontrou=truo , 
conL++, 
void eria _esiru t ll rn_nrc;o ( if•tream &pointArq, d•••;c·rtlor "' d esc) { 
int cont. conl I , nuffi-lt'ros temp_nurn_zeros, 
bool encontrou ; 
char s [TAM.S), •ps,•p,;l 
c har no_td [TA.\1.5 , 
pounArq clear() 
pomtArq. seekg (O , tOS · bcg). 
wh ile( 1 potntArrt. eof() ) { 
po in tArq getltnc ( s , TAM..S 1; 
ps=sl r s t.r (s. '' ttrcuu): 
i f ( ( ps-s)==O) 
desc->11 Ulll-t~,tCOS++ 
potnLArq clcar(} . 
potnLArq seekg (O tos beg) 
desc ->arco&=ncw o.r r. o ( d..-sc->nu -n_arcos J, 
ps=•lo!> ( ci~,c--;-num ... rcos): 
nu 111.'1 1 os=4ll I e n l p~) - I , 
frt>c-( ps) 
t Olll 11, 
whi lt>( 1 po111t.\rq . c'ol() ){ 
po1ntArq.gPt l 1ne( ,;, TA.\ l.S), 
p~=,trstr(b,"arco"}, 
; r l ( 11 ... -~ )=={) ) ( 
'trtpy (cltsc->u r cos [cout J. id 'a"}, 
p~-•toa (co n t+l), 
ttmp.nu1n.~ero~-~ t r! e n ( P<>)- I. 
fo r· { C<> II L I =0;cont l <(num.zeros-t e m p.nuui.Leros), co nt I 1-+) 
htrctot (desc-> H tO'I[cont J id " O"), 
lOtrcat (dt'bc->BICOll cont) 1d p,.) · 
rn·e(p,) , 
rs=str,tr ('."("}i 
P'++, 
p~l=str~lr{s ," ,") , 
:.~rue pv ( no.id . s+(ps- s) • psl - ps) 
nu.1d [ ps I -p>)= \0 
dc~C'->:H<O,[cont) ni =O 
fo r (conti=O I'OI'Oiltrou=false 1eucontrou &.&• (contl•de~c->num .l lo)!t) CQ II ll++) 
.C ( •trcmp(110.1d de<~c->oo,ícootl •d)==O ){ 
dc•bc->ato os 1 cont). n l=&desc - >uns [ cont I ). 
en< un t r o•J-true 
P'=P'I +I; 
P'l=~u,tr (s )"), 
no.id [OJ= \IJ , 
•Ltncp1· ( 111>. 1d, '~+(ps-~) ,psl-ps) , 
llO.Id'pNI ps 1='\0 i 
dt'~l'->IHC'OS l COill j. n2=0, 
for (co nl l = O.en ron trou= false ,I o n c vnHo u &.~ ( con1.1 <..<l esr->uum.nos), co•H l + + ) 
ir ( •ttcmp ( no.td , d<>sc - >nos [ contl I id ):={) ){ 
c.le~<"->a r coll[cont I n2;&de,.c-.;;no~,con~ l J 
Oll <"'C) nl.r o u = tru e 
Cll ll l I +; 
IOl CfO.\.e~trUtUrc1l Chor * 4tq.esp~C de~Crttor •de~C){ 
if( 1 po1ntArq ) 
rc\.urn ( I ) ; 
~rl<l.t·~trutur•Lmett>do I pv tn tA rq, dl'sc). 
c.:ttol~,.- trutura.no l pototAHI, desç) 
rrta.•••trutura.:>rro lPOIIItArq . de~c), 
retu l' n ( I ), 
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1n t cria . estrutula.casos{ chnr • erq . casob , deoc rtt or •de~c){ 
, fsL•eam po i>HArq(arq .ca.~os , 1fst ream · · 111), 
int cont , conLJ , cont2; 
bool encontrou 
c h a r s (TAM.SI. • ps . • psl, ~ ps2 
c har no. 1d I [TAM.S], no.id2 [TAM.SJ. 
i f ( ! pO •n tt\rq ) 
ret urn ( - 1 ) 
whi le ( ' potntArq cor!)){ 
pointArq getl•ne( s, TAM.S}; 
ps= strsH(s "o t.jeto.tst(''); 
lf ( ( ))li-S )==0 ) 
d esc->n lltn.casos++, 
po111tArq clua1 (), 
pounArq seekp; (O, ios beg) 
d.:sc->casoll=new c a so [ d esc->nurn.caso:; J, 
C l) ll t =Üi 
whi le ( ! po1nt.Arq eo f () ) { 
pollltArq.getl•oc( ;;, TAl>LS) 
ps= .. trstr {~ "objeto . t.st ( .. ) 
i f( ( ps-s )==O ){ 
p.-, 1 = st r s t r ( ~> . H [ '') , 
ll esc->caijO~ I co nt J. nulll .UIC0\·=0, 
ps2= stnitr (s ,"] " ) : 
p~=strslr(<;+(psl-!>) .··, } I 
w hile ( (ps-s)<(ps2-s) ){ 
desc->caMJS I cont] uum.arcos++; 
ps;;str>~tr (s+ ( ps - 6) +I .. "): 
ps l=ps2+3; 
ps:?=~t rstr ( l>+(ps l -s) . "," ); 
ps2 --, 
l>l.rocpy(de~c->casosfcontl 1d,s+(p~ J -s) ps2 - psl) 1 
desc - >ca11os [ cou l J. id I ps2-~J = '\0 ', 
de~> c ->ci\SOb ( t;o n t I a.rcos=n~ a. r co .. I <.lese: - '>rasos [co n t J . n urn_arcus I : 
psl= slrslr (s," ("), 
psl -r=2; 
ps2= strstr(s . "]"), 
for ( coHL2 =O,cont2 <d e~ c ->casos ( co rl t J uum.arcos, co u t2++){ 
ps=;,tr.!llr(s+(p~l-o) ·I, ) 
ps - -
oo_idl {O= '\0'; 
s t rncpy ( no .1dl . psl ps-ps l ) 1 
no_ rul [ps-ps l ]= '\0 ', 
ps l = ps +3. 
ps=str~t.r (s+( psJ -s) •• , ") ; 
i f( ( p~-s) <(ps2 - b) ) 
ps--; 
eis e 
ph-=2: 
ll <ud2 [O)=' \ 0 ' , 
-trncpy ( no . 1d2 , psl . ps- psl): 
no. id2[ pb- ps I]= ' \0 ', 
<lesc- ">ca.sos r roo t I arco;. [ ton L2 ]=0. 
for l co n t L = O,e ncon t rou=fals e ;! e nco n tro •• && ( cont.J < desc ->oum.arcos) , çon t I ++J 
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if ( (sir c:m p( d e~c->arcod[ cont.l j nl - > met- > ld no.ldl )==O) && ( stt <.;mp ( d ó~<' ->nn~o~ 
[ cont.l J n2-> mN-> •d , nn.1d2 )==0) ) { 
con t++; 
r eturn ( I ) ; 
i r ( llrgc '=3 ){ 
d~>sc-;;. casos [ cont ] <Hco s [ cout2 J=&desc-> ar cos [ con t I J, 
encontr Ctu=tt·uc , 
tout • < " nur11cro "' cor reto de p,uam eiros !11~ << e ndl , 
c o u t • ... " l o ca.minhof noulc d o arq ui vo c"m o mode lo de ie H e ;" << c ndl , 
~vut << ·• 2o cam mho / nonll' do orqu l\' n com u,; casos de leste " << c· nd l , 
ex 1q t] , 
ofst r eam po1n t ArqSairl r• (ARQ...SA(DA , lOS.: t. runc ) , 
ohtroa.m pointArqS!uda2 (ARQ.SAIDA2, i o;. tru1H) , 
ofstrcnm po on t ArqSatda3 ( ARQ..SAIDA3, 10" tr unc) , 
d esc1llor +d esc::new d esc ritor ; 
1n~ cont. cont. l . retorno ; 
Jesc->nu m .1n etodo~=d es~ - > nu nt. nos=dcsc - > u um -~Hcos =0; 
desc -..>metodQ~ = 0 
d esc-;. nos = 0, 
de~c->ar<.ns =0, 
r etor n o= c r 1 "' _e s ~ 1 LI t LI r o ( a r 11. v ( l J , d "• c ) ; 
i f ( retorn o! =! ) { 
cout <•, ' problemas rla a t.,.rtur.l do IHI]uho com o modelo de teste 1' 1" << e ndl 
return (O) 
cout <<.. · llfQ UJ v o com o moclc lo de t .. ste fo1 aiH•rto 1!! " << end l · 
ret or uo=c na.es t 1111; u' o . c a so s { a rgv [l ] , de•c) , 
tf ( retorno 1=1 ) { 
rout << '' prob l e ma~ na a be r Lur a do <•TI") ui vo t on< o~ c asod de te~ t e 1' ! " <<. ~> ndl 
rc:-turn (0 ) , 
co u l << " n r qutvo com os c a s os d e te s te fo1 a h ortu ! I! " <..•, endl i 
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I f{ rwintArqSalda && pointArqS,Iida2 && pointArqSaidn3 ) { 
for ( cont =O COilt <..de~c->n um .c;.a:.os, con ~++) 
for { C•jnt 1 =O;conL 1 < desc->cr.sos [ cout J. num . lH c os co 11 t I++) 
if ( desc- >ca:sos[coutj.,,rcol:l [ contl]!=1 J 
po•ntArqSnld!l << dc~c->ca~tO$ r coot I . arcos [ contlj->ld << " " << desc->cnso~ I 
cont ·. id << endl, 
po inti\ rqSaidu. c l ose (); 
for ( cont =O; cont <desc->num.ar< Oi con t4+){ 
po1ntArqSa1da2 <" desc-.... ar('o)S [ cont J 1d "-< " ", 
1 f( desc->arco~t [ cont ]. nl !=O } 
po i n tArqSaida.2 << dt"sc->arc;o:; [CO li L] . ol l ->rnet->H<lllle << " " 
íf { dt'~c->arco•[cont] n2'=0 l 
potntArqSatda2 << desc->arcos ' cont j n2->met- >nomc << " " 
poíntArqSaida2 <..< endl, 
po1ntArqSaoda2. closc (), 
for ( cont =0, cont<de~c:->num.a.rcos. cont++H 
poootArqSaJd a3 << desc -.>tlrcos [co oH J 1d 
1 f ( detic->arcol! [ con t J n1' =J ) 
pOJntArqSatda3 << de,c-·.,.arco• ( ronl J 
• f { dcsc->,.rcos ( con t j. n21=•) ) 
poíuti\rqS6ida3 << de&c->arco~ ( ··o nt J 
po on tArqS <l.lda3 << endl; 
} 
p0111tArqSa•da3 c.lose (), 
<< ~ ,, ~ 
nl-'>met->id << ., · 
112-;>met-> i d << " " 
e i s c 
COlh << "problemas na abertun de um dos arquivos dt" &"•da 1 11" << eodl, 
relurn ( l) , 
) 
