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Justificación y Objetivos 
 
Con el fin de poder aplicar los conceptos sobre videojuegos aprendidos en esta titulación de 
posgrado, y lograr tratar con los temas sociales y servicios de la plataforma Google, se pretende 
desarrollar un videojuego 2D sencillo pero completo para Android, que haga uso de servicios de 
Google, y que nos permita analizar y evaluar la dificultad con la que es posible trabajar con 
estos. 
Para el desarrollo del videojuego se pretende utilizar el motor Cocos2d-x. Cabe recalcar que 
para la construcción correcta del proyecto, se realiza tanto el Documento de Diseño del 
Videojuego (GDD), como su posterior desarrollo utilizando el motor. 
El videojuego estará realizado utilizando las bibliotecas de Cocos2d-x de C++, y se utilizará en 
la medida de lo posible las herramientas de este motor. Se pretende mantener un desarrollo 
limpio abierto a posibles mejoras y adaptación a dispositivos iOS en el futuro. 
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Con el paso del tiempo, las personas buscan nuevas formas de innovar, nuevas formas de 
entretenerse, de relacionarse, vivimos en un continuo cambio con foco en las nuevas tecnologías. 
Dentro de esto, mencionemos a los videojuegos, que con más de 70 años de historia[1], han 
evolucionado desde su aparición en máquinas de aplicación científica que con algo de ingenio se 
las modificaba para jugar al ajedrez o el tenis, a lo que son ahora, considerado como un arte por 
muchos, y máquinas de hacer dinero para otros, puesto que llegan a facturar anualmente más que 
el cine y la música juntos[2]. 
Además, en la actualidad, gracias al avance de la tecnología, los videojuegos han ampliado sus 
fronteras, no es raro ver videojuegos que aplican realidad aumentada y que son un éxito rotundo, 
como el reciente Pokémon Go, y que ha catapultado a Nintendo numerosos escalones más hacia 
el éxito[3], también se puede apreciar cómo empiezan los trasteos con la realidad virtual, en 
especial cómo Samsung Gear intenta hacerse un hueco y otras compañías tratan de seguirle, y con 
esto, videojuegos basados en la realidad virtual[4].  
Dicho lo anterior, se puede apreciar que los dispositivos móviles, y en especial los smartphones, 
pueden resultar relativamente interesantes para el desarrollo de videojuegos, no solo para 
compañías grandes como Nintendo, Ubisoft, o Sega, sino también para desarrolladores 
independientes, que a pesar de encontrarse en un mercado que ya empieza a estar saturado, y lleno 
de proyectos con mucha financiación, pueden tener su nicho o un golpe de suerte, como le ocurrió 
a Dong Nguyen con Flappy Bird, por ejemplo, que llegó a recibir ingresos de 90000 dólares 
diarios[5]. Por otra parte, es un buen punto de inicio para ganar experiencia y poder publicar los 
propios desarrollos en grandes plataformas, como Google Play, donde por una licencia de 25 
dólares, se puede publicar todas las aplicaciones que se desee durante toda la vida (siempre y 
cuando cumpla con sus normativas). 
 Para este Trabajo de Fin de Máster, vamos a desarrollar un videojuego 2D para Android, y 
utilizaremos para ello el motor de videojuegos Cocos2d-x[6]. Queremos que este proyecto, dadas 
las características del Máster, sea publicado en Google Play, y haga también uso de sus servicios, 
como logros, y marcadores. Se desarrollará además el Game Design Document (GDD) del 
videojuego, para describir todo el diseño del proyecto que vamos a desarrollar.  
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2 Marco teórico o Estado del arte 
 
En este bloque vamos a hacer un análisis de los motores de videojuegos en su contexto, realizar 
una comparación entre los motores más populares que existen ahora mismo con aplicación para 
dispositivos móviles, y también, destacar las utilidades y características que ofrece Cocos2d-x, 
las cuales han llevado a la elección de esta herramienta para la creación del proyecto que vamos 
a documentar. 
2.1 Concepto de Videojuego 
 
Antes de nada, lo lógico es definir qué es un videojuego, vamos a ello. 
Los videojuegos, aunque muchos parecen obras maestras, y probablemente lo sean, al final, su 
concepto se basa en algo más simple. Como dijo Bernard Suits hace unos años “jugar a un 
videojuego es un esfuerzo voluntario de superar obstáculos innecesarios”[7]. Por otra parte, 
Wikipedia nos da la siguiente definición “es un juego electrónico en el que una o más personas 
interactúan, por medio de un controlador, con un dispositivo dotado de imágenes de vídeo”[8]. 
Podríamos definir como concepto que un videojuego es una actividad en la que: 
- Necesita de al menos un jugador. 
- Tiene reglas. 
- Tiene una condición de victoria. 
Así que probablemente si le damos una definición, sería algo como “un juego que es jugado a 
través una pantalla de vídeo”. 
2.2 Motores para producir videojuegos 
2.2.1 Motores en su contexto 
 
Antes de comenzar, cabe definir lo siguiente, ¿qué es un motor de videojuegos? 
El término motor de videojuegos nace a mediados de los años noventa, en referencia a los 
primeros juegos en primera persona de disparos (FPS), especialmente el conocido Doom, de id 
Software. Doom fue diseñado con una arquitectura muy bien definida, contando con una excelente 
separación entre los componentes del núcleo del motor (como el sistema de renderizado 
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tridimensional, la detección de colisiones, o el sistema de audio), los recursos artísticos del juego, 
los mundos de juego, y las reglas para jugarlos. 
El valor de esta separación se vuelve evidente cuando los desarrolladores empezaron a crear 
juegos que partían de esa estructura básica, pero con distinto arte, mundos, armas, vehículos, y 
otros assets (recursos), además de las reglas de juego, todo esto solo haciendo mínimos cambios 
al “motor” ya existente. Esto marcó el nacimiento de la comunidad de “mods”, un grupo de 
jugadores individuales y pequeños estudios independientes que construían sus videojuegos 
modificando juegos ya existentes, usando set de herramientas (toolkits) gratuitos proporcionados 
por los desarrolladores originales. Y es que gracias a los motores de videojuegos, los diseñadores 
ya no dependen de los diseñadores, y además es posible añadir o cambiar partes del juego 
rápidamente, lo cual antes de su invención, podía resultar costoso[9]. 
A partir del motor de id software, otras empresas decidieron construirse su propio motor de 
videojuegos, tal como decidió hacer Epic Games con Unreal Engine en 1998[10], o Valve con su 
motor Source en 2004[11], y otras empresas posteriores. 
 
2.2.2 Comparativa de motores para videojuegos móviles en el mercado 
 
Actualmente existe una lista muy amplia de motores para producir videojuegos, tanto 2D, como 
3D, de pago y gratuitos, y que ofrecen mayor o menor compatibilidad con plataformas tanto para 
desarrollar como para las que producir videojuegos. 
Nombrarlos todos sería complicado, dada la cantidad, Wikipedia hace una lista con una gran 




Figura 1. Lista de motores 
Fuente: Wikipedia[12] 
Nosotros vamos a destacar y comparar algunos de los más importantes ahora mismo en la 
producción de videojuegos para dispositivos móviles actualmente. Estos son los más tratados y 






Figura 2. Logo Cocos2d-x 
Fuente: Cocos.org[13] 
Cocos2d-x es la versión multiplataforma del motor Cocos2D, diseñado para iOS. Se trata de un 
motor que funciona con C++, y que permite exportaciones directas a múltiples plataformas, como 
Android, iOS, Windows Phone, entre otras. 
Este motor es Open Source y gratuito, y actualmente lidera su desarrollo y lo mantiene la 
compañía china Chukong Technologies[14]. Hasta hace poco, Cocos2d-x no era más que unas 
bibliotecas sin interfaces gráficas que permitieran un desarrollo más amigo, los proyectos se 
creaban desde un terminal, y las interfaces de usuario, hojas de sprites, y otros, se realizaban por 
código y usando otras herramientas externas, sin embargo, poco a poco el motor va cogiendo 
volumen, y ya cuenta con un asistente visual para la creación de proyectos, con una herramienta 
para crear interfaces, hojas de sprites, y otros, y recientemente acaban de lanzar otra herramienta 










El motor Unity ofrece una amplia gama de características y posee una interfaz sencilla de 
entender. Además, posee un sistema de integración multiplataforma que permite exportar juegos 
para casi todas las existentes, siendo actualmente la mejor opción para desarrollo 3D en 
plataformas de Android, por sus herramientas de compresión que permiten que los videojuegos 
no sean especialmente pesados, y no consuman excesivos recursos. 
El motor de juego es compatible con las principales aplicaciones de modelado y animación 3D, 
como 3ds Max, Maya, Softimage, Cinema 4D, y Blender, entre otros, lo cual se traduce en que 
soporta la lectura de archivos exportados con estos programas sin ofrecer ningún problema. 
Como contra, Unity es un motor de pago, donde a pesar de desbloquear desde su versión 5.0 casi 
todas las características que poseía antes solo la versión pro, no deja de ser necesario pagar por 
royalties si se superan ciertos ingresos. 
 
2.2.5 Elección del motor 
 
Si nos hacemos la pregunta a nivel de desarrollador de qué motor elegir, nos encontramos ante 
una decisión a considerar, ya que ambos cuentan con una curva de aprendizaje importante y 
además es necesario familiarizarse con numerosas herramientas. Es por esto que lo recomendable 
es elegir aquel que se adapte mejor a nuestras necesidades, sin embargo, es conveniente tener en 
cuenta una serie de detalles[17]: 
- Que ofrezca una buena documentación. 
- Que tenga una buena comunidad de usuarios que además no se haya abandonado. 
- Tener en cuenta si queremos modificar el motor o no. 
Para este proyecto hemos optado por utilizar el motor Cocos2d-x que, además de ofrecer el 100% 
de sus características de forma gratuita, se trata del motor open source para dispositivos móviles 
más utilizado, con una documentación adecuada, y para un videojuego 2D sencillo de nuestras 
características es más que suficiente. 
2.2.6 Conceptos de la arquitectura de Cocos2d-x  
 
En cocos2d-x cada pantalla se presenta mediante un objeto de tipo Scene. Dentro de ella, se 
dibujan todos los elementos, como menús, fondos, etc., en forma de nodos de tipo Node, Además, 
una escena puede estar compuesta de varias capas, que pueden cambiar su posición y orden por 
la pantalla. Es decir, una escena puede representarse como un grafo con nodos, donde algunos de 
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ellos como las capas, pueden contener a su vez otros nodos hijos, tal como se puede apreciar en 
el siguiente grafo: 
 
Figura 4. Diagrama Arquitectura Cocos2d-x 
Fuente: Libro asignatura Videojuegos Dispositivos Móviles[18]  
Con respecto a temas de programación, el origen de Cocos2d-x, como se ha mencionado antes, 
proviene de la versión original para iOS de Cocos2D, y esto se ve destacado en toda su lógica y 
funcionamiento, ya que a pesar de programarse en C++, copia el funcionamiento Objective-C, 
siendo necesario crear objetos de cocos con su función créate, en lugar de como es costumbre en 
C++, y con métodos de factoría predefinidos a los que se llaman para emular en la mayor medida 
de lo posible el otro lenguaje. 
Por último, es preciso mencionar el elemento central del motor y más importante, un singleton 





3.1 Objetivo principal del Trabajo de Fin de Máster 
lenguaje. 
El objetivo principal de este proyecto es la realización de un videojuego 2D sencillo para Android 
utilizando el motor de videojuegos Cocos2d-x, el cual analizaremos, y comunicar el videojuego 
con el ámbito social apoyándonos en Google Play Services. 
Con este objetivo se pretende realizar un Diseño previo del videojuego, tratar temas sociales, y 
aprender a utilizar mejor el motor Cocos2d-x. 
3.2 Desglose de Objetivos 
 
A continuación se presentan los objetivos del TFM en forma de tareas más específicas: 
1. Realizar el GDD (Game Design Document) de un videojuego. 
2. Crear varios niveles jugables.. 
3. Diseño y realización propia de los gráficos del juego. 
4. Aprovechar las herramientas de cocos y externas disponibles para llevar a cabo el 
desarrollo de forma eficaz. 
5. Sonorizar el videojuego 
6. Comunicar el videojeugo con Google Play Services. 




4.1 Metodología de desarrollo 
 
La metodología de desarrollo elegida para el desarrollo de este proyecto ha sido Kanban[19], la 
metodología ágil basada en tableros con etiquetas. 
El motivo de esta decisión viene marcado por la escasez de imposiciones sobre el desarrollo que 
ofrece la metodología, la orientación al número de personas al que va dirigida (normalmente a 
equipos pequeños), y la facilidad para controlar la carga de trabajo de forma adecuada. Además, 
como se trata de una metodología ágil, permite un desarrollo menos marcado en fases específicas 
y que soporta cambios con mayor facilidad que otro tipo de metodologías más cerradas o con unas 
especificaciones de diseño demasiado estrictas. 
 
Figura 5. Captura de la organización Kanban del proyecto 
Fuente: Elaboración propia. 
El flujo de trabajo en este proyecto ha consistido en añadir nuevas tareas pendientes al tablero. 
Cuando se pretendía realizar alguna o varias tareas, se colocaban en una lista de tareas en proceso, 
y, cuando acababan, se colocaban por último en una lista de tareas terminadas. 
 




Para la gestión de tareas del proyecto, se ha decidido utilizar la aplicación Trello, que permite la 
creación de un tablero y la organización de tareas por etiquetas. Las tareas en esta aplicación 
soportan una variedad de opciones que resultan cómodas en el momento de definir tareas o añadir 
modificaciones o notas a estas (en forma de comentarios en nuestro caso particular, al solo ser 
una persona). Como es multiplataforma, permite la gestión rápida de estas desde smartphones o 
tablets, para hacer posibles cambios o añadir nuevas tareas en cualquier momento. 
 
4.3 Control de versiones y repositorio 
 
Dado que el proyecto solamente tiene un desarrollador, se ha optado por trabajar sin hacer uso de 
ningún repositorio a la hora de realizar el proyecto. En momentos clave del desarrollo, como la 
creación del primer mundo funcional, o la inclusión de redes sociales, se realizaron copias de 
seguridad locales para evitar posibles riesgos. 
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5 Cuerpo del trabajo 
 
El cuerpo del trabajo de desarrollo queda dividido en dos bloques principales. 
1. Un primer bloque dedicado al Documento de Diseño del Videojuego (GDD), donde se 
cubren todos los aspectos del diseño del videojuego desarrollado. 
2. Y un segundo bloque, de Desarrollo e implementación, correspondiente a los aspectos 
técnicos más relevantes de la producción del proyecto de estudio. 
 
5.1 Documento de Diseño del Videojuego (GDD) 
 
 
Figura 6. Imagen portada del videojuego. 
Fuente: Elaboración propia 
En este bloque se describe con detalle todos los aspectos de diseño necesarios para la correcta 
implementación posterior del videojuego desarrollado. Se trata tanto historia, experiencia de 
juego, y diseño de niveles, como interfaz de usuario y detalles técnicos. 
Este documento está basado de acuerdo a la plantilla de GDD ofrecida en la asignatura de 
Videojuegos para Dispositivos Móviles, del segundo cuatrimestre en el Máster. 




5.1.1 El juego en términos generales 
5.1.1.1 Resumen del argumento 
 
Elegante Jonhs es un tipo elegante, siempre trajeado, ese tipo de personas que no puede faltar en 
una convención de gente elegante, en reuniones de negocios, citas formales, y otras actividades 
en las que se prime la elegancia. Sin embargo, hay un pájaro muy travieso que no quiere que 
Elegante Johns vaya a sus citas elegantes, este es Pájaro Peligro, que intentará hacer caca sobre 
Elegante Johns y estropear sus planes, para que así se convierta en Sucio Johns. 
 
Pero Elegante Johns no se rendirá, su objetivo no es otro que volverse uno de los grandes elegantes 
de su país, Elegantelandia, y para ello necesita conseguir los 5 paraguas elegantes, situados en 5 
zonas del mundo. 
 
Cuando elegante Johns consiga los 5 paraguas, recibirá el título de Lord Elegante, o si demuestra 
elegancia absoluta, podrá acceder a una zona que contiene un paraguas secreto que le permitirá 
ser un King Elegante, un título de elegancia de ensueño. 
 
5.1.1.2 Conjunto de características 
 
Las principales características atractivas del videojuego son las siguientes: 
- Atractivo apartado visual con estilo de dibujos sobre papel. 
- Sencillo pero adictivo. 




Elegante Johns y Pájaro Peligro se trata de un juego en tercera persona, de plataformas por niveles 
repartidos en zonas, y de tipo side-scrolling, donde el personaje se desplaza automáticamente 
hacia delante. Un ejemplo de juego de este estilo son los juegos de Rayman para Android. Se 
pretende que sea un juego casual, es decir que no requiera de mucho tiempo de aprendizaje ni 





Dadas las características del diseño, el juego se encuentra dentro de una clasificación por edades 
de tipo PEGI3, de acuerdo a la descripción ofrecida por la web oficial de PEGI sobre PEGI3: 
 
Figura 7. Logo PEGI3. 
Fuente: Wikimedia[20] 
“El contenido de los juegos con esta clasificación se considera apto para 
todos los grupos de edades. Se acepta cierto grado de violencia dentro de un 
contexto cómico (por lo general, formas de violencia típicas de dibujos 
animados como Bugs Bunny o Tom y Jerry). El niño no debería poder 
relacionar los personajes de la pantalla con personajes de la vida real, los 
personajes del juego deben formar parte exclusivamente del ámbito de la 
fantasía. El juego no debe contener sonidos ni imágenes que puedan asustar 
o amedrentar a los niños pequeños. No debe oírse lenguaje soez.”[21] 
 
A pesar de esto, el videojuego es apto para personas de cualquier edad posterior. 
 
5.1.1.5 Resumen del flujo de juego 
 
Elegante Johns y Pájaro Peligro es un juego 2D de tipo side-scrolling basado en niveles. En este 
juego encarnamos a Elegante Johns, con el que debemos superar cada una de las misiones de 
elegancia en cada una de las zonas del país (Elegantelandia) con el fin de obtener los paraguas 
elegantes. Conforme se supera niveles, se desbloquean nuevos hasta superarlos todos. 
Dentro de cada nivel, el jugador puede lograr mayor o menor elegancia, esto es, recogiendo 




5.1.1.6 Apariencia del juego 
 
En cuanto a la apariencia (experiencia) del juego, se pretende destacar un aspecto burlón que 
resulte relativamente gracioso. 
Por un lado, el apartado gráfico está basado en dibujos a mano sobre papel, lo que da un aspecto 
más rudimentario y burlesco, y junto con el tronco argumental de la historia, le otorgan un nivel 
de absurdez que llama a cierto humor. 




El videojuego se desarrolla en un mundo imaginario, con 6 niveles gráficamente muy distintos 
entre sí, pero que, a su vez, comparten el mismo sistema de juego. El juego no contiene 
inteligencia artificial destacable, ya que se basa en lograr llegar al final de cada nivel evitando 
todos los obstáculos que nos lo impidan. 
5.1.2 Jugabilidad y mecánicas 
5.1.2.1 Jugabilidad 
 
Antes de adentrarnos en temas de jugabilidad, es conveniente saber lo que es, una clara definición 
es la que proporciona la RAE: 
“Facilidad de uso que un juego, especialmente un videojuego, ofrece a sus 
usuarios.”[22] 
Que básicamente quiere decir que cuanto más cómodo sea jugar a un videojuego, más jugable es. 
5.1.2.1.1 Objetivos del juego 
 
En Elegante Johns y Pájaro Peligro el objetivo principal del juego es superar todos los niveles 
llegando hasta el final de cada uno de ellos. 
Por otra parte, como objetivos secundarios para realizar, el jugador puede completar los logros 




La progresión en el juego viene marcada por distintos factores: 
- Desbloquear nuevos niveles. 
- Aumentar muertes y monedas por cada nivel superado, y también repetido (si vuelve a 
jugar un nivel, se le suman las monedas y muertes a las que ya tiene).  
- La obtención de logros. 
 
5.1.2.1.3 Controles de juego 
 
Como buscamos la mayor sencillez posible en el control, se ha optado por minimizarlos al 
máximo, al fin y al cabo, un chaval con 3 años tiene que ser capaz de jugar. Esto es:  
 
 
Figura 8. Control 
Fuente: Elaboración propia. 
- Para todos los menús: navegación táctil mediante toques. 
- Para los niveles:  
o El personaje se mueve automáticamente hacia la derecha. 
o La pantalla se divide en dos polos o sectores, izquierdo y derecho. Si el jugador 
toca el lado derecho de la pantalla, el personaje salta, y si toca el izquierdo, se 
mueve más rápido, siendo posible combinar ambos. 
Además, si el jugador pulsa el botón back de su terminal, volverá hacia atrás entre los menús, y 
si está en un nivel, se activará la pausa. 
5.1.2.2 Mécanicas 
 




1. Monedas (Collectables).  
 
 
Figura 9. Gráfico moneda 
Fuente: Elaboración propia 
 
Son elementos que pueden recogerse en los niveles, y que el jugador acumula. 
 
2. Cacas (Hazards).  
 
 
Figura 10. Uno de los muchos gráficos de Cacas. 
Fuente: Elaboración propia. 
 
Los niveles están llenos de cacas con patas y ojos en distintas situaciones, si el jugador 
toca una, muere. 
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3. Paraguas (Fin de nivel).  
 
Figura 11. Gráfico Paraguas. 
Fuente: Elaboración propia. 
 
Cuando el jugador llegue hasta él, supera el nivel en el que se encuentre. 
 
5.1.2.3 Rejugar y salvar 
 
En cuanto a la rejugabilidad y el guardado de partida, vayamos por partes. 
Como se ha hecho mención anteriormente, es posible rejugar los niveles cuantas veces el 
jugador quiera, y cada vez que estos se superen, suman puntos al jugador, es decir, 
constantemente puede ir sumando monedas y muertes, y esto, como es lógico, lo vamos a 
aprovechar con los logros para darle un toque extra de rejugabilidad a Elegante Johns y Pájaro 
Peligro. 
Dicho esto, tanto esta acumulación como el desbloqueo de niveles conlleva cierta persistencia, y 
como buscamos la menor complicación para el jugador, el juego presentará un guardado 
automático de muertes y monedas conseguidas, y también de los niveles desbloqueados. 
5.1.2.4 Logros 
 
Como logros iniciales, se ha decidido plantear los siguientes, que tratan de incentivar lo máximo 
posible que el jugador siga jugando: 
1. Elegantín. Superar el nivel 1. 
2. Algo Elegante. Superar el nivel 2. 
3. Elegante. Superar el nivel 3. 
4. Considerablemente elegante. Superar el nivel 4. 
5. Muy Elegante. Superar el nivel 5. 
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6. King Elegante. Superar el nivel 6. 
7. Para chuches. Conseguir al menos 10 monedas. 
8. Entradas + Menú en el cine. Conseguir al menos 25 monedas. 
9. A mí no me digas el menú, dame la carta. Conseguir al menos 50 monedas. 
10. El Humilde. Conseguir al menos 100 monedas. 
11. Una nueva amiga. Morir al menos 10 veces. 
12. La pienso mucho, creo que me enamoré de ella. Morir al menos 50 veces. 
13. Nacido para morir. Morir al menos 100 veces. 
Para poder desbloquearlos es necesario que el jugador se conecte con la plataforma de servicios 
que le solicitemos. 
5.1.3 Historia, características, y personajes 
5.1.3.1 Historia 
 
Corría el año 2020 cuando la sociedad llegó hasta puntos inhóspitos de ordinariez y salvajismo, 
todos, zombis en sus distintas burbujas, dejaron de tener cada vez menos respeto y vergüenza en 
el mundo en favor de algo de atención en un mundo completamente inmerso en las redes.  
Ante estos problemas, invisibles para todos, solo algunos pudieron percatarse del fin inminente, 
algunas personas que seguían creyendo en los valores de la elegancia, para los que llevar traje y 
corbata significaba todavía algo, un grupo de personas suficientemente grande y que pudieron 
recaudar capital suficiente como para comprar y fundar su propio país, Elegantelandia, el país 
elegante, con sus propias leyes, donde la primera de todas era la obligación de los ciudadanos la 
de mantener la elegancia.  
Un año después de la creación de Elegantelandia, con todas las personas elegantes en el mismo 
país, ya no quedaba gente en el resto del mundo que supiera hacer cosas, así que colapsó por 
completo, y todas las personas se convirtieron en caca con patas y ojos, a excepción de alguien, 
Pájaro Peligro, que ya que era distinto y más guay, decidió apoderarse del mundo. 
Pájaro Peligro no tuvo gran dificultad en dominar el mundo, y ser capaz de transportar caca a 
todas las partes que quisiera, así que puso su empeño en conquistar Elegantelandia, el último 
bastión humano en un mundo de caca. 
Para llevar a cabo tal acción, Pájaro Peligro se propuso llenar Elegantelandia de cacas tanto 
como pudiera, sin embargo, todavía había gente que se resistía, gente como Elegante Johns, que 
aspira a seguir con su estilo de vida, y aprovechar la situación para demostrar su elegancia ante 
las adversidades.  
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5.1.3.2 Mundo de juego 
 
 
Figura 12. Gráfico del mapa de Elegantelandia. 
Fuente: Elaboración propia. 
La historia transcurre en el país de Elegantelandia, una península con todo tipo de ambientes 
distintos, y una gran ciudad donde convive toda la gente elegante. 
 
5.1.3.3 Personaje principal. Elegante Johns 
 
 
Figura 13. Gráfico del personaje de Elegante Johns. 
Fuente: Elaboración propia. 
Elegante Johns es un hombre elegante de 22 años de edad, recién ha terminado sus estudios en 




Le gustan los paseos bajo la lluvia y tomar leche con cacao por la noche antes de dormir, le 
relaja y además mantiene el estómago ocupado por la noche para no despertarse a las 3:00 am 
con hambre. 
A veces le cuesta mantener la compostura, pero es un tipo valiente y con mucha energía. 
5.1.4 Niveles de juego 
Los niveles del videojuego comparten todos la misma jugabilidad y mecánicas, cambiando 
gráficos y disposición de elementos. 
Como se ha explicado anteriormente, el jugador comenzará en una punta y deberá atravesar 
todo el escenario, hasta llegar al final, donde se encontrará con un paraguas que corresponde al 
fin del nivel. 
5.1.4.1 Zona 1. Ciudad 
 
 
Figrua 14. Sección de un trozo del mapa de la Ciudad. 
Fuente: Elaboración propia. 
 




Figrua 15. Sección de un trozo del mapa del Desierto. 
Fuente: Elaboración propia. 
5.1.4.3 Zona 3. Pradera 
 
 
Figrua 16. Sección de un trozo del mapa de la Pradera. 
Fuente: Elaboración propia. 
5.1.4.4 Zona 4. Montañas 
 
 
Figrua 17. Sección de un trozo del mapa de las Montañas. 
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Fuente: Elaboración propia. 
5.1.4.5 Zona 5. Bosque 
 
 
Figrua 18. Sección de un trozo del mapa del Bosque. 
Fuente: Elaboración propia. 
5.1.4.6 Zona 6. Isla Elegante 
 
 
Figura 19. Sección de un trozo del mapa de la Isla Elegante. 




El HUD (heads-up display), es información 2D que aparece dibujada sobre la pantalla de juego, 
mostrando información útil al jugador.  
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Figura 20. Captura Ingame del juego con retoque para indicar el HUD 
Fuente: Elaboración propia. 
En Elegante Johns y Pájaro Peligro, el HUD muestra la cantidad de monedas obtenidas durante 
la partida, en la parte superior de la pantalla, junto con los botones de reiniciar nivel y de pausar 
la partida, en cada extremo. 
5.1.5.2 Menús 
 
Los menús nos permitirán acceder al nivel de juego, modificar aspectos del juego (resolución y 
volumen general), acceder a niveles de extras, salir del juego, pausarlo, o acceder a los créditos, 




Figura 21. Diagrama básico del flujo de juego. 
Fuente: Elaboración propia. 
A continuación vamos a explicar los menús utilizados en este videojuego. 




Figura 22. Captura de la pantalla Splash. 
Fuente: Elaboración propia. 
Este menú es más bien una pantalla temporal que aparece al iniciar la aplicación, en ella se 
muestra información sobre el creador, la tecnología de desarrollo, y en nuestro caso 
aprovecharemos para precargar algunos gráficos. 
5.1.5.2.2 Menú principal 
 
 
Figura 23. Captura del Menú principal. 
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Fuente: Elaboración propia. 
Dentro del menú principal, que como su nombre indica, es el esencial, podremos acceder al 
menú de selección de nivel, a los créditos de juego, y también consultar los logros y marcadores 
si nos hemos conectado con el servicio externo. Además, desde este menú es desde donde 
podemos salir de la partida. 
5.1.5.2.3 Menú de créditos 
 
 
Figura 24. Captura del menú de créditos. 
Fuente: Elaboración propia. 
Utilizamos este menú para mostrar información sobre quién es el creador del juego, e indicar si 
hemos utilizado algún componente de un tercero, bien sea algún audio o alguna música que 
necesite ser referenciada. 




Figura 25. Captura del menú de selección de nivel. 
Fuente: Elaboración propia. 
Desde este menú es donde el jugador elige qué nivel de juego quiere cargar. 
5.1.5.2.5 Submenús ingame y otros 
 
 
Figura 26. Submenús de Comenzar, Pausa, y Nivel Completado. 
Fuente: Elaboración propia. 
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Dentro del juego encontramos algunos submenús, tales como el submenú de pausa, que nos 
permite, como su nombre indica, pausar la partida (y también reanudarla o salir), también los 
submenús de comenzar la partida (el nivel no comienza hasta que no se pulsa este botón), y el 
submenú de fin del nivel, que permite acceder al siguiente nivel, repetir el actual, o acceder al 
menú de selección. Por otro lado, también contamos con submenús automáticos generados 
por el servicio de logros externo, y cuyo diseño depende de este en nuestro caso. 
5.1.5.3 Cámara 
 
En el juego contamos con una cámara ingame. Esta cámara de juego permanece estática en el 
eje Y, y se encarga de seguir al personaje a lo largo del eje X en todo el nivel.  
5.1.5.4 Sonido 
 
En Elegante Johns básicamente todo cuenta con su acompañante sonoro, tanto pulsar botones, 
como las acciones del personaje, y tanto los menús como en cada nivel, contamos con música 
que acompañe la situación. 
Dado el tono relativamente humorístico del juego, las canciones y sonidos buscan potenciar este 
efecto para proporcionar la mejor experiencia posible. 
Por comodidad, dividimos la banda sonora en mfx para las canciones, y sfx para los efectos de 
sonido. 
5.1.6 Guía Técnica 
5.1.6.1 Requerimientos de Hardware 
 
Según las especificaciones de cocos2d-x, para poder ejecutar los videojuegos en un terminal 
Android, es necesario contar con un dispositivo con una versión 2.3 o superior. 
Para el desarrollo, como se ha realizado utilizando un terminal Windows, los requisitos mínimos 
que se exigen por el momento son tener un sistema operativo con Windows 7 o superior, y tener 




En cuando al software que se pretende utilizar para el desarrollo del proyecto: 
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- Para la programación utilizamos Visual Studio. 
- Para la creación y edición de gráficos utilizamos Photoshop. 
- Para la creación de los spritesheets utilizamos Cocos Studio. 
- Para la creación de los niveles de juego utilizamos Tiled. 
- Para cualquier edición de audio utilizamos Audacity.  
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5.2 Desarrollo e implementación 
5.2.1 Creación del proyecto. 
 
Para la creación de un proyecto con el que poder trabajar solo es necesario descargarse el motor 
desde la página oficial, y este al abrirlo muestra una lista con los últimos proyectos creados, y 
tiene un asistente que permite crear nuevos, con solo seguirlo. 
 
Figura 27. Captura de la creación de un proyecto nuevo en Cocos2d-x usando el asistente. 
Fuente: Elaboración propia. 
En nuestro caso, hemos creado un proyecto en C++, y con nada precompilado, porque para 
Windows esta opción no funcionaba al menos en la versión de cocos utilizada (3.10). 
Una vez creado el proyecto, solo es necesario ejecutarlo y ya viene todo configurado para poder 
empezar a trabajar. 
5.2.2 Engine personalizado 
 
Se ha utilizado una estructura base personalizada para la lógica de los niveles. Esta base está 
tomada de la plantilla base que se proporciona en la asignatura de Videojuegos para Dispositivos 
Móviles del máster.  
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Esta plantilla nos ayuda a gestionar las entidades de la escena, y para eso contamos con una clase 
que hereda de Scene con algunos métodos esenciales para cada escena que creemos, un par de 
clases entidad con nodo propio y métodos básicos que nos facilitan su gestión, y por último, una 
clase Engine2d que se encarga de organizar adecuadamente en una clase la configuración que 
cocos hace en bruto en la clase AppDelegate (clase donde empezamos a tener el control sobre lo 
que ocurre en el juego). 
5.2.3 Implementación de los menús. 
 
 
Figura 28. Captura de la creación de parte del menú principal. 
Fuente: Elaboración propia 
La creación de los menús se ha realizado mediante programación para tener un mayor control y 
mantener un código más limpio. Para crear los menús se parte de la clase de cocos MenuItem, 
que cuenta con varios subtipos de los que podemos hacer uso. Para este proyecto se ha utilizado 
MenuItemImage como botones, y MenuItemLabel para campos de texto, y MenuItemSprite para 
fondos de menús. 
El funcionamiento es sencillo, tanto MenuItemImage como MenuItemSprite reciben 3 imágenes, 
una para su estado normal, una para su estado bloqueado, y otra para su estado seleccionado, la 
diferencia está en que con MenuItemImage contamos con un último parámetro, que es un callback 
para indicar qué queremos que ocurra cuando se pulse sobre el elemento. En cuanto a 
MenuItemLabel, funciona como un elemento que tiene un label de texto, y este lo podemos 
modificar cambiando su texto, su color, su tamaño, etc. 
Una vez se crean los elementos del menú, se procede a crear un menú que los contenga, y 
finalmente se añade a la escena con addChild. 




Para la implementación del gameplay (la jugabilidad), que en este caso nos referimos a la forma 
de jugar los niveles, se ha optado por seguir una estructura basada en dos clases, una clase Game, 
que se trata de una escena que hereda del motor personalizado indicado anteriormente, y que 
contendrá los distintos submenús (menú pausa, comenzar, fin nivel), el personaje, el control de 
juego, y un objeto de la otra clase importante, una clase mundo, que también hereda del motor 
personalizado, y contiene el nivel de juego cargado. 
 
Figura 29. Captura de las dos clases del proyecto más relevantes a la hora de cargar un nivel. 
Fuente: Elaboración propia. 
El funcionamiento es sencillo, la clase Game es la Scene, y de ella parten todos los nodos hijos 
mencionados, que a su vez, como en el caso de Mundo, contiene subhijos, correspondientes a las 
monedas, los peligros, el fin de nivel, las físicas, etc.  
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Figura 30. Captura de la parte pública de la clase Game (se aprecian los menús). 
Fuente: Elaboración propia. 
Dicho lo anterior, Game contiene el control, que es una clase aparte que hemos creado para una 
mejor gestión, y que hace saltar eventos con los parámetros que hemos definido en el GDD (una 
mitad de pantalla es un botón, y la otra, otro). Con esto, nos dedicamos a indicar qué queremos 
que ocurra en función de estos eventos cuando salten, y son cambios en el personaje, en concreto, 
que se ponga a correr o no, y que salte. 
 
Figura 31. Un sector de la parte privada de la clase Game (apreciar que contiene a todo). 





El personaje es el que se va a encargar de interpretar todas las colisiones que tenga, esto se hace 
mediante sensores que controlen si se produce alguna colisión.  
 
Figura 32. Captura de la clase jugador de la parte donde se crean y añaden los sensores. 
Fuente: Elaboración propia. 
Aparte de esto, desde el personaje, en función del control, como se ha comentado antes, se hacen 
cambios entre las distintas acciones que este tiene (moverse, correr, morir, saltar, estar quieto). 
 
Figura 33. Captura de la clase Game que indica al personaje qué hacer cuando se pulse el control. 
Fuente: Elaboración propia. 
Por último, el personaje es un ser animado, y es en su clase donde le cargamos todas sus 
animaciones y las reproducimos en función de la acción que esté realizando. 
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Figura 34. Captura de la creación de las animaciones del personaje a partir de los gráficos. 
Fuente: Elaboración propia. 
5.2.6 Implementación de la carga de niveles. 
 
Para la carga de niveles, primero es necesario crearlos, como se comentó en el GDD, esto lo 
hacemos con la herramienta Tiled. Para crear los mapas, lo mejor es usar spriteSheets, y para eso 
usaremos CocosStudio para agrupar nuestros gráficos creados en Photoshop en grandes hojas que 
los incluyan (spritesheets). 
Para crear los spritesheets solo es necesario abrir CocosStudio, y dentro de él, crear un nuevo 
archivo (new file), y elegir SpriteSheet, donde arrastramos todas las imágenes que queramos 




Figura 35. Captura de la elaboración de un spriteSheet con CocosStudio 
Fuente: Elaboración propia. 
Una vez tenemos nuestras hojas de sprites, podemos crear los niveles con Tiled. Esta herramienta 
nos permite crear mapas de patrones, y también grupos de objetos que luego podemos interpretar, 
por lo que nos viene perfecta.  
 
Figura 36. Captura de una parte del nivel 6 en tiled. 
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Fuente: Elaboración propia. 
Nosotros tenemos varias capas de objetos: 
- Físicas. La que contiene todos los objetos de las físicas (polilíneas) 
- Collectables. Contiene las monedas. 
- FinNivel. Contiene la posición del fin de nivel (paraguas). 
- InicioNivel. Contiene la posición del inicio del nivel. 
- Peligros. Situados sobre los patrones que matarían al personaje- 
Y varias capas de patrones, para cerca, medio, lejos, y adornos.  
Una vez creados los mapas, nos toca interpretarlos en el proyecto mediante código. Por suerte, 
Cocos2d-x incluye un lector de TMX (el formato de los mapas de Tiled), así que nos ahorramos 
bastante trabajo, y la mayor complicación que encontramos no es en los patrones, que los 
cargamos fácilmente y no requieren ningún tratamiento, sino en la correcta interpretación de los 
objetos, aquí nadie nos puede ayudar, veamos por qué. 
Cocos nos proporciona la capa de objetos, es decir, nos proporciona un objeto que contiene dentro 
todo lo que poseía la capa, si es una capa peligros o collectables, tiene muchos rectángulos, y si 
es una capa físicas, está llena de polilíneas, a su vez, estos objetos están compuestos de puntos, 
un rectángulo está formado por 4 puntos, y una polilínea contiene todos los puntos que le hayamos 
querido dar. Además aquí no queda la cosa, primero hay que interpretar todo el contenido, y luego 
actuar con él, indicar qué queremos hacer. 
Para todo esto hemos creado una clase LevelLoader, que se encarga de primero leer todos los 
datos de una capa, y luego de esto, en función de lo que sea, crear un vector de objetos si se trata 
de collectables o peligros, crear un body de físicas que contenga todas, crear un objeto Fin Nivel, 
o guardarse la posición de inicio de la partida. Hecho de esta forma, solo tenemos que pedirle al 
LevelLoader qué queremos, y así desde Mundo, que es el contenedor del nivel, mantenemos un 




Figura 37. Captura de cómo interpretar la capa de objetos con los peligros (hazards). 
Fuente: Elaboración propia. 
Y eso es todo, desde mundo solicitamos aquello que necesitamos, y lo añadimos como hijo del 
nodo Mundo (que a su vez es hijo de Game). 
 
Figura 38. Captura de qué devolvemos al mundo cuando nos pide los peligros. 
Fuente: Elaboración propia. 
5.2.7 Implementación de las colisiones. 
 
El tema de las colisiones lo tenemos resuelto a medias, cocos2d-x incluye el motor de físicas 
Box2D, y este motor nos evita calentarnos la cabeza sobre cómo implementar gravedad y otros 
aspectos. 
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Nosotros en el juego debemos encargarnos de asignar a cada elemento que esté en el nivel con 
manifestación física un objeto body, que introduciremos en el motor de físicas para que todas las 
fuerzas hagan efecto sobre ellos y puedan interactuar entre sí. Hasta aquí todo bien, y solo con 
esto ya el personaje choca con objetos. 
La única complicación, que puede ser un pequeño quebradero de cabeza al principio, es gestionar 
qué choca con qué. Box2D no nos permite saber si un objeto está colisionando con algo, no 
podemos simplemente hacer un listener a un personaje y que todo lo que choque con él nos avise, 
no es tan sencillo, lo que hace este motor es que cada vez que haya una colisión en el mundo, sea 
lo que sea con lo que sea, nos avisa, y no sabemos qué es cada cosa. 
Para solucionar este problema, box2D nos permite asignar a cada body una función lambda con 
lo que nosotros queramos, así que la aprovechamos. Nuestra solución ha sido crear una clase 
auxiliar que hemos llamado userDataCollision, que contiene un puntero que referenciará al objeto 
que contenga al body, y también un objeto que forma parte de un enumerado indicando el tipo de 
elemento que es. Añadimos además de un body, un UserDataCollision a cada objeto que tenga 




Figura 39. Captura del .h de la clase de UserDataCollision. 
Fuente: Elaboración propia 




Figura 40. Captura de una parte de la interpretación en personaje de las colisiones. 
Fuente: Elaboración propia. 
5.2.8 Implementación de la sonorización. 
 
Tenemos la sonorización completamente resuelta con cocos2d-x, para reproducir una canción o 
sonido solo tenemos que llamar al motor de audio, que ya viene singleton, y desde ahí llamar a 
sus métodos para reproducir o parar y listo. 
Se ha optado por crear una clase intermedia, a modo de helper, que nos permita gestionar mejor 
todo, la hemos llamado audioHelper, y contiene métodos para reproducir un sonido, y una 
canción, detener la canción que esté sonando, y pausar y reanudar música.  
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Figura 41. Captura del .h de la clase de audio helper. 
Fuente: Elaboración propia. 
5.2.9 Implementación del sistema de guardado 
 
Al igual que con el tema de sonorización, el guardado lo tenemos resuelto con cocos, porque 
tenemos una clase UserDefault que podemos instanciar al ser singleton, y que nos permite guardar 
registros clave – valor, suficiente para guardar niveles superados, monedas, muertes, y otros datos 
sencillos que necesitemos. 
También, igual que en sonorización, se ha creado una clase helper que nos ayudará a gestionar lo 
que guardamos y cargamos. Además, le hemos añadido un método inicializador, este método se 
llama al iniciarse la aplicación, y se encarga de crearnos ya todas las claves que necesitamos con 
un valor por defecto. 
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Figura 42. Captura del .h de la clase helper del guardado y cargado de partida. 
Fuente: Elaboración propia. 
Por último, hemos creado un par de métodos auxiliares, que se encarguen de convertir de int a 
string, y de string a int, ya que guardamos todos los valores de las claves con strings. 
5.2.10 Exportación a Android. 
 
Para producir la apk de Android del proyecto tenemos que instalar una serie de programas y 
bibliotecas primero. Estas las podemos ver al abrir cocos, si hacemos clic en 
Preferences>Platform, y son las siguientes: 
- Android SDK. 
- Android NDK. 
- JDK. 




Figura 43. Captura con las rutas configuradas con lo necesario para exportar a Android. 
Fuente: Elaboración propia. 
Además de eso, debemos tener instalado Python en nuestro ordenador. Y configurar las variables 
de entorno del sistema operativo para poder acceder a todo directamente. 
Luego de tener todo esto instalado y comunicado con el motor, el siguiente paso es abrir la carpeta 
del proyecto, y dentro de su carpeta para Android (proj-android), acceder a la carpeta jni, y ahí 




Figura 44. Captura del Android.mk con los .cpp añadidos. 
Fuente: Elaboración propia. 
Finalmente, abrir la consola de comandos, llegar hasta la ruta del proyecto, y en ella ejecutar el 
comando “cocos compile -p android”, o añadirle a lo anterior “-m release” si queremos la versión 
firmada que podamos subir a google play. 
 
Figura 45. Captura del resultado final del terminal tras pedirle que genere la apk de Android. 
5.2.11 Implementación de los logros. 
 
Para implementar los logros utilizamos la extensión de cocos GameSharing[23], que nos permite 
una comunicación sencilla con los Google Play Services, para introducir y desbloquear logros, 
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abrir panel de logros, y de marcadores. Además, debemos subir la apk a Google Play para poder 
gestionarla. 
Lo anterior lo hacemos descargando la extensión desde el github del autor, y copiando e 
incluyendo todos los archivos en el proyecto, además de copiar todas las clases java que incluye 
donde corresponde dentro de la carpeta android, recursos, y la biblioteca de Google Play Services. 
Una vez hecho esto, solo es necesario incluir en una clase a GameSharing, y usar sus métodos. 
Para añadir los logros, debemos hacerlo primero desde Google Play, y al hacerlo, cada logro tiene 
un identificador y una identificación cifrada, esto lo copiamos y pegamos en un documento de los 
resources de Android que hemos pegado al principio para introducir GameSharing, en concreto, 
en el documento ids.xml.  
 
Figura 46. Cómo incluir los logros en el documento ids.xml 
Fuente: Elaboración propia. 
Realizados los pasos anteriores, nos creamos un enumerado con orden creciente empezando por 
cero, y cuando llamemos al método de GameSharing para desbloquear logros, al que hay que 
pasarle un int de id, los logros corresponderán al orden como los hayamos añadido en nuestro 




Una vez realizado el proyecto, donde hemos podido realizar en mayor o menor medida los 
objetivos planteados. Contamos con un videojuego para Android, sencillo pero con varios 
niveles, con gráficos propios, que hace uso de logros, y realizado con cocos2d-x, y con todos 
los objetivos cumplidos, podemos concluir en que hemos obtenido un resultado correcto. 
Como observaciones acerca del motor, es evidente que nos encontramos ante una herramienta 
bastante buena para producir videojuegos, pero a la que todavía le falta bastante maduración.  
Mientras que con código el desarrollo del proyecto se puede llevar, para el apartado gráfico, cocos 
studio no ha servido para nada más que para crear hojas de sprites, ofrece muchas funcionalidades, 
pero son demasiado complicadas de utilizar, con fallos muy diversos, sobre todo para la creación 
de menús, y no existen guías adecuadas para poder utilizarlo. 
Aparte de esto, no está correctamente mantenido, en la versión 3.10 que hemos utilizado, el 
Android NDK que soportaba debía ser una versión vieja necesariamente, y darse cuenta de eso es 
problemático. 
Además, el motor no proporciona herramientas para depurar el código en Android. Nosotros 
hemos desarrollado el proyecto en Windows, y luego hemos exportado, por lo que muchas cosas 
podían fallar (y fallaron), para averiguar por qué la aplicación no funcionaba era una odisea y no 
bastaba con simplemente sacar la consola de Android Studio o en terminal. Al final era necesario 
ir probando poco a poco qué podía estar fallando y guiarse de la intuición.  
Otro problema del motor Cocos es que no podemos crear proyectos con las bibliotecas 
precompiladas en el caso de Windows, si lo intentamos, aunque el proyecto se genera, es 
imposible ejecutarlo, por lo que solo es posible hacerlo con todo el código fuente y compilarlo 
manualmente (tardando unos 15 minutos aproximadamente), y para hacer pruebas rápidas, esto 
es algo muy pesado. 
Por último, respecto a las observacioens negativas, para poder hacer debug en el proyecto, se 
utilizaba el método de cocos CCLOG, algo interno de cocos que no tiene que dar ningún 
problema, sin embargo, antes de exportar a Android, aunque sea para pruebas, necesitamos 
comentarlos o quitarlos, porque si no, puede dar problemas. Y no solo eso, también algunas 
funciones de std no están disponibles si queremos exportar a Android, pero eso no lo sabemos 
hasta que no intentemos exportar, y es entonces cuando nos damos cuenta que debemos hacer 
muchas correcciones. 
Como punto a favor, el proyecto, aunque era sencillo, en cuanto a clases acabó teniendo una 
cantidad considerable. Así que nos obliga a mantener el código lo mejor organizado posible, y 
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comentarlo era esencial durante todo el desarrollo para evitarse muchos quebraderos de cabeza 
extras. 
Podemos añadir también a los puntos positivos que con este motor trabajamos con una resolución 
de diseño, esto quiere decir que no es necesario preocuparse especialmente por qué cálculos hacer 
en función de la parte visible de la pantalla, simplemente asignamos posiciones absolutas en 
función de esta resolución de diseño, y automáticamente se adaptará él solo en función del 
terminal. 
Para acabar con los detalles positivos, está bien que el motor tenga una integración tanto de un 
motor de físicas, como lector de mapas TMX, nos ahorra trabajo de integración de bibliotecas 
externas y posibles problemas que estas llegaran a ofrecer. 
Con todo lo anterior dicho, y teniendo experiencia en haber desarrollado en otros motores, como 
Unreal Engine 4 o Unity, la verdad es que compensa muchísimo utilizarlos, porque obtener una 
calidad superior resulta mucho más sencillo y sin complicarse tanto al tener una comunidad de 
usuarios mucho mayor, y un mayor presupuesto al pedir royalties o cobrar licencias especiales. 
Quizá en unos años cocos sea muy recomendable si corrigen todos los problemas descritos, pero 
mientras no sea así, sería recomendable explorar otras opciones.  
6.1 Propuestas de mejora y trabajo futuro 
Como propuestas de mejora y trabajo futuro se contempla, entre otros aspectos, añadir 
animaciones a muchos componentes estáticos del menú y mejorar algunas interfaces para 
otorgarle mucha más vida al videojeugo.  
También se contempla añadir mayor dificultad a los niveles para que se tarde más en terminarlo. 
Finalmente, sería conveniente añadir más logros para atraer más a la rejugabiliad. 
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