With the popularization of the CRISPR-Cas gene editing system there has been an explosion of new techniques made possible by this versatile technology. However, the computational field has lagged behind with a current lack of computational tools for developing complicated CRISPR-Cas gene editing strategies. We present crseek, a Python package that provides a consistent application programming interface (API) for multiple cleavage prediction algorithms. Four popular cleavage prediction algorithms were implemented and further adapted to work on draft-quality genomes. Furthermore, since crseek mirrors the popular scikit-learn API, the package can be easily integrated as an upstream processing module for facilitating further CRISPR-Cas machine learning research.
INTRODUCTION

30
Clustered Regularly Interspaced Short Palindromic Repeats (CRISPR) are a family of related genes that 31 function as a defense system in prokaryotes against phages and plasmid DNA (Barrangou, 2015) . By 32 incorporating a small portion of the invading DNA into the prokaryotic genome, it can defend against 33 subsequent attacks. In this system, CRISPR-associated (Cas) genes process these genomic repeats into a 34 guide RNA (gRNA). One particular region of the gRNA, termed the spacer, directs Cas endonucleases 35 to cleave the target DNA at a region complementary to the spacer on foreign DNA (Marraffini and 36 Sontheimer, 2010) . Recently, aspects of this system have been re-engineered for researchers to easily 37 use this system as a highly specific endonuclease that can be directed to edit nearly any desired DNA 38 sequence across the genome (Jinek et al., 2012; Cong et al., 2013) .
39
The CRISPR-Cas system has revolutionized the gene editing field (Doudna and Charpentier, 2014) .
40
It has democratized the field by lowering the difficulty of editing a specific genomic locus (Genscript, as an inducible expression system (Cao et al., 2016) , tissue specificity (Ablain et al., 2015) , as well as 43 advanced editing strategies (Kim et al., 2017) . In practice, targeting a specific locus with any of these 44 systems simply involves finding a protospacer adjacent motif (PAM) next to a unique 20 bp protospacer 45 and performing basic molecular biology techniques (Genscript, 2016; Sternberg and Doudna, 2015) .
Recent studies have elucidated the majority of the mechanism and binding site recognition of the 47 CRISPR-Cas system. Early target search strategies involved using ad-hoc rule-based methods that 48 excluded potential targets by defining either a total maximum of mismatches or distinguishing between 49 seed and tail regions (Fu et al., 2013; Hsu et al., 2013; Wu et al., 2014) . Current targeting methods 50 employ a data-driven approach by using a dataset of experimentally determined targeting probabilities and 51 extracting sophisticated rules to construct scoring algorithms. Hsu et al. (2013) model of CRISPR-Cas binding and cleavage using these datasets and showed that a small number of 56 parameters can explain these experimentally determined binding rules.
57
There are numerous currently employed tools for designing gRNAs reviewed by Ding et al. (2016); 58 Cui et al. (2018) . All of these tools use the same basic strategy. First, the target DNA is searched for PAM 59 sequences and the adjacent protospacers are extracted. Next, the potential spacers are searched against a 60 reference database allowing for multiple mismatches and are scored for potential off-target sites using one 61 of the many scoring algorithms described above. Finally, the protospacers are ranked by their potential 62 off-target risk. These tools can be served either as a webserver and occasionally as a locally installable 63 toolset.
64
However, all of these tools lack many of the features needed from a bioinformatic developer perspec-65 tive.
66
• Webtools often limit searching to model organisms or pre-built indices.
67
• Most tools cannot search for non-standard Cas9 variants such as Cpf1, SaCas9, or other species-68 specific Cas9s.
69
• Currently distributed software lacks unit-testing, one-command install of the tool and dependencies, 70 continuous integration frameworks, or a documented API.
71
These features are needed in order for bioinformaticians to design larger scale experiments or develop 72 automation methods for more advanced gene editing strategies.
73
In this manuscript we present crseek (https://github.com/DamLabResources/crseek), a Python 74 library mirroring the popular scikit-learn application program interface (API) proposed in Buitinck et al.
75
(2013). It provides both high-and low-level methods for designing CRISPR gene editing strategies.
76
crseek provides an invaluable resource for computational biologists looking to employ CRISPR-Cas 77 based gene editing techniques.
78
METHODS
79
This manuscript presents a collection of tools for the biomedical software developer looking to design 80 advanced CRISPR-Cas gene-editing strategies. This toolset was built from a developer perspective to 81 aid biologists with programming experience who are looking to perform gRNA design for non-standard complex. This molecule is not directly represented in crseek.
90
• The spacer refers to the 20 nucleotide region of the gRNA which is used for target matching by 91 the CRISPR-Cas complex. This requires an RNA alphabet.
92
• The pam refers to the, potentially degenerate, nucleotide recognition site of the particular CRISPR-• The target refers to the 20 nucleotide region of the DNA which is complementary to the spacer.
96
In order to accommodate multiple CRISPR-Cas systems the target includes the PAM recognition 97 site. This requires a DNA alphabet.
98
• The loci refers to a ≥20 nucleotide segment of the DNA which may contain potential targets.
99
The crseek tool does not make a distinction between on-target sites, those where binding is intended,
100
and off-target sites, those where binding is unintended; all (spacer, target) pairs are treated equally.
101
This framing is useful for expressing bleeding-edge uses of CRISPR-Cas that exploit the promiscuity of 102 SpCas9 to target heterogeneous populations such as HIV (Dampier et al., 2018) 
Preprocessing
121
Once targets have been found on the genomic loci they must be encoded as (spacer, target) pairs for 122 downstream analysis. There are two main strategies for this encoding: mismatch versus one-hot encoding. 
Estimating
135
Multiple pre-built algorithms were collected for determining the activity of any given (spacer, target) 136 pair. These estimators input the binary vectors produced by the preprocessing modules. A flexible
137
MismatchEstimator was built that allows one to specify the seed-length, number of seed or non-seed 138 mismatches, and the PAM identity. These parameters can also be loaded from user-supplied yaml files to In order to evaluate whether the crseek module can be used for novel analyses, an in vitro cutting assay 153 using mixed populations of sequences from HIV-1-infected individuals was adapted. Genomic DNA were performed for 1 hour at 37°C followed by 65°C heat-inactivation for 5 min. BamHI restriction 169 endonuclease digestion was performed to linearize any undigested plasmid and samples were cleaned 170 using the Qiagen PCR cleanup procedure to ensure proper running on the High Sensitivity Bioanalyzer 171 chip (Agilent) which was used to measure the sizes and molarities of the fragments.
172
As the sizes reported by the Bioanalyzer have a known degree of noise, a mean shift clustering 173 algorithm was used to identify the appropriate cutoffs to use when assigning a Bioanalyzer peak to a 174 particular molecular fragment. We use a width of 500 bp due to the estimate of 10% error in the length 175 estimation described in technical specifications provided by Agilent. The two fragment sizes resulting 176 from the Cas9 in vitro digestion were calculated in a similar way. The calculation of cleavage efficiency, 177 the mean of the molarity of two Cas9-digested fragments (designated as mol f 1 and mol f 2 in Equation 178 1) was used as the molarity for the fragmented pGL3. The molarity of the total pGL3 was calculated by 179 adding the molarity of fragmented pGL3 and the molarity of unfragmented pGL3 (designated as mol un ).
180
The function of cleavage efficiency can be described as:
The processed data is shown in Table 1 .
182
RESULTS
183
In order to showcase the many uses of the crseek module, this manuscript includes four simple and 184 realistic CRISPR-Cas design tasks. These tasks would not be reasonably possible with currently available 185 tools due to either the draft quality of the template genome or the complexity of the design. After aggregation, these results can be plotted against the known results as shown in Fig. 3 . In these 218 studies, the CFD model has the best correlation between the predicted and observed results (r 2 = 0.90) 219 when compared to an r 2 = 0.81 for the MIT model and r 2 = 0.83 for the Kinetic model.
220
Task 4 221
The extensible nature of the crseek module allows simple integration with the scikit-learn archi-222 tecture. The crseek.preprocessing transformers can be used to easily extract features from 223 target, spacer pairs that can be used as inputs for scikit-learn prediction models. Addition-224 ally, the crseek.estimators subclass the sklearn.BaseEstimator and implement .fit,
225
.predict, and .predict proba methods allowing them to be used interchangeably with native The prediction models that are part of the crseek module can be directly used in the scikit-learn 230 evaluation functions like cross validate. Additionally, the preprocessing tools can be used 231 to convert (spacer, target) pairs into a feature space that is directly usable by other scikit-learn 232 models. Fig. 4 shows the results of exploring simple, built-in, scikit-learn models utilizing data from a 233 GUIDE-Seq experiment by Tsai et al. (2015) . While these results are preliminary, there is evidence that 234 more advanced machine learning methods such as gradient boosting and feed-forward neural networks 235 may have improved prediction capabilities.
236
Discussion
237
As the CRISPR-Cas gene-editing field expands, the number of potential strategies will increase as well.
238
It is not feasible to build single purpose-driven tools to account for all of these potential strategies. For finding targets that are a specific distance away (Chen et al., 2013) . While it may be easy to develop 242 single instances of these strategies by hand, it would be impracticable to do so across many, potentially 243 thousands, of genes. As such, a modular architecture was employed to allow bioinformaticians to use 244 individual parts of the library as needed to leverage the power of Python to design gene-editing strategies.
245
The crseek module can also be used to explore the use of CRISPR-Cas gene-editing in non-model becomes available.
250
The crseek module can be used to evaluate the effectiveness of CRISPR-Cas gene in rapidly 251 evolving bleeding-edge use-cases of the CRISPR-Cas system. This will be an invaluable tool for fields 
258
The crseek module can measure the effectiveness across each composed metagenome and accommodate 259 arbitrarily complicated targeting rules (eg. target genomes A-E, miss genomes F-J).
260
Lastly, the crseek module will be useful to researchers exploring the binding rules of non-model 
Designable genes
Undesignable genes Spacers Figure 2 . Approximately 93% of genes in the C. difficile genome can be targeted by at least 5 spacers without predicted off-target effects. Gene regions are shown along the inner track with those in blue representing those for which at least five spacers could be designed while those in red could not be properly targeted. The outer track shows the location of spacers in green.
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Observed Cleavage . Advanced machine learning techniques may be useful in improving the agreement between predicted and observed cleavage. Each bar indicates the mean absolute error between the predicted cleavage rate and the observed cleavage rate measured using GUIDE-Seq by Tsai et al. (2015) . Scikit-learn models were fit using default parameters on the output of the crseek.preprocessing.MisMatchEstimator.
