PRACTITIONERS' DIGEST
THIS MONTH'S COLUMN reports on papers from the 38th International Conference on Software Engineering and the 17th International Conference on Agile Software Development (XP 2016). Feedback or suggestions are welcome. In addition, if you try or adopt any of the practices mentioned in the column, please send Jeffrey Carver and the paper authors a note about your experiences.
Asking the Right Questions
"Probing for Requirements Knowledge to Stimulate Architectural Thinking," by Preethu Anish and her colleagues, describes an inexpensive, down-to-earth requirements elicitation technique to ensure that software requirement speci cations (SRSs) contain architecturally relevant information. 1 This research aims to equip business analysts with the appropriate probing questions (PQs) software architects typically ask. This will enable the analysts to elicit and specify architecturally relevant information themselves. Using this approach, they can produce richer speci cations containing the details software architects need to make decisions. This research is necessary because SRSs often lack architecturally relevant details. Consequently, architects often either make assumptions, which can lead to incorrect decisions, or conduct additional stakeholder interviews, potentially delaying a project. Anish and her colleagues' approach can reduce the necessary communication between architectures and customers. According to one architect who used it, "[In the absence of such an approach] the effort [to unearth architectural details] would be quite high, and more than that, user acceptance testing will raise questions as to why things were not clari ed earlier in the requirements phase."
Through interviews with 40 experienced architects, Anish and her colleagues identi ed reusable PQs for ve areas of functionality and organized them into structured ows. They trained a machine-learning algorithm to classify architecturally signi cant functional requirements. On the basis of this classication, they could determine whether a PQ is appropriate for a project. The authors evaluated their approach on more than 8,000 requirements from 114 industrial requirements speci cations and validated its usefulness. This research also produced a repository of PQs business analysts can reuse in other projects Probing Questions, Participatory Democracy, Quality Assurance, and Customer Data Jeffrey C. Carver, Maria Paasivaara, and Birgit Penzenstadler PRACTITIONERS' DIGEST to enhance SRS quality and completeness. You can access this paper at http://goo.gl/4UNvJu.
Promoting Participatory Democracy
"Engineering Software Assemblies for Participatory Democracy: The Participatory Budgeting Use Case," by James Holston and his colleagues, describes AppCivist-PB, a serviceoriented software platform that promotes participatory democracy. 2 AppCivist-PB focuses on participatory budgeting (PB), in which a municipality's residents develop projects to which the municipality designates part of its annual budget.
One lesson learned from evaluating AppCivist-PB is the tension between building a usable system (by constraining the number of options provided) and allowing citizens to learn about participatory democracy (by providing a more complex, unconstrained system).
Support of participatory democracy is an emerging application domain that could provide business opportunities. Although there are Web-based systems that support participatory democracy, none of them include all the essential functions for composing participatory work ows for citizens. So, Holston and his colleagues advocate the development of a service-oriented platform to improve civic participation. You can access this paper at http://goo.gl/tnOaMo.
Extending Scrum for Quality Assurance
"Quality Assurance in Scrum Applied to Safety Critical Software," by Geir Hanssen and his colleagues, presents SafeScrum, a variant of Scrum that employs Extreme Programming techniques to develop safety-critical software. 3 On the basis of an analysis of the IEC 61508 functional-safety standard, discussions with an independent assessor, and working with a development team from Autronica Fire and Security developing re detection systems, Hanssen and his colleagues identi ed a set of Scrum extensions to support safety-critical software.
The primary extension is the addition of a rotating quality assurance (QA) role to the Scrum team. This role checks
• code metrics for new or changed code; • documentation coverage; • test coverage; and • the traceability of requirements, tasks, and code.
These tasks are de ned to be simple and inexpensive and to be supported by ef cient tool use. The researchers and practitioners are continuously re ning and extending SafeScrum. You can access this paper at http:// goo.gl/kmSTAk.
Sharing Customer Data
"The Lack of Sharing of Customer Data in Large Software Organizations: Challenges and Implications," by Aleksander Fabijan and his colleagues, reports that the main challenge related to customer data in large, agile software organizations is not data collection but sharing data between development phases. 4 The results from case studies in three companies using large-scale agile software development indicate the critical handover points at which data is easily lost. When a project moves from predevelopment to development, qualitative data regarding the product context, expected product use, and user groups is often lost. Speci cally, information about personas, user journeys, and customer wishes is lost, possibly requiring developers to collect that information again. When a project moves from development to postdeployment, information regarding the rationale for system con gurations might get lost, resulting in solution choices that are known to be unacceptable to users. At the same time, teams might lose information about prototype acceptance and bottlenecks. Finally, teams might not share operational and performance data gathered after development with those responsible for development, which might lead to the selection of inappropriate architectures.
The interviewees reported that the main reason for losing data is the dif culty of gaining access to qualitative data that someone else gathered in a different project phase. This dif culty arises from the multiplicity of data collection roles and the lack of systematic methods for storing and sharing such data. One product Support of participatory democracy is an emerging application domain that could provide business opportunities.
PRACTITIONERS' DIGEST manager stated, "Maybe 10 percent of the information is shared. It is very difficult. It takes so much time. " Fabijan and his colleagues pre sent a model describing additional details about the three phases (pre development, development, and post deployment), data collection roles, the types of data collected, and the gaps between phases. You can access this paper at http://goo.gl/PjgDrm.
