Component-based software engineering needs to be backed by thorough formal concepts and modeling techniques. This paper combines two concepts introduced independently by the two authors in previous papers. On one hand, the concept of Petri net modules introduced at IDPT 2002 in Padberg (2002b , and on the other hand a generic component framework for system modeling introduced at FASE 2002 in Ehrig et al. (2002) . First we develop a categorical formalization of the transformation based approach to components that is based on pushouts. This is the frame in which we show that Petri net modules can be considered as an instantiation of the generic component framework. This allows applying the transformation based semantics and compositionality result of the generic framework to Petri net modules. In addition to general Petri net modules we introduce Petri net modules preserving safety properties which can be considered as another instantiation of pushout based formalization of the generic framework.
Introduction
In order to build up large software systems from smaller parts, a flexible component concept for software systems and infrastructures is highly important (see e.g.
Email addresses: padberg@tzi.de, ehrig@cs.tu-berlin.de (Julia Padberg, Hartmut Ehrig). Szyperski (1997) ; Mann et al. (2000) ; Gruhn and Thiel (2000) ). Software components are an useful and widely accepted abstraction mechanism. Components are deployed during the entire software life cycle, from analysis to maintenance. Although there are many approaches available, only few are general enough to be used for different specification techniques. To achieve a generic concept the focus has to be on the fundamental issues of components and component-based systems. These are the interfaces, the compositionality of components and its embedding into the environment. The transformation-based component framework for generic components has been first presented at FASE 2002 in Ehrig et al. (2002) . The main concepts are a selfcontained semantics and internal correctness of components, based on a new idea of high-level constraints. Here we present a categorical formalization where we use pushouts to characterize the main construction. We achieve the desired properties as proposed in Ehrig et al. (2002) using the properties of the pushout construction. In the transformation-based component framework as well as in Petri net modules a component (respectively module) consists of an import, an export and the body. The import states the prerequisites the modules assumes. The body represents the internal functionality. The export gives an abstraction of the body that can be used by the environment. These modules conform with the basic concepts of components and component-based systems of Continuous Software Engineering (CSE) Weber (1999) . In Padberg (2002b Padberg ( , 2001 ) Petri net modules have been introduced. They consist of three nets: the import net Á Å È , the export net È , and the body net Ç . The import net presents those parts of the net that need to be provided from the "outside". The export net is that what the net module presents to the "outside. The body is the realization of the export using the import. The advantage of this approach is that we must not extend the underlying formalism of Petri nets. Moreover, there different composition operations with explicit compatibility results and composition operations. Petri net modules as well as Petri net modules preserving safety can be considered as an instantiation of the generic component framework.
The categorical formalization of the concepts of the transformation-based approach characterize the conditions that allow this framework. We show that Petri net modules with or without safety satisfy these conditions.Hence they are an instantiation of the transformation-based approach. So we can transfer the transformation based semantics and compositionality result of the generic framework to Petri net modules.
The paper is organized as follows: The introduction is continued discussing the relation to algebraic development techniques and related work. In Section 2 the transformation-based approach to components is reviewed. From Subsection 2.4 to Subsection 2.6 we develop a categorical formalization based on pushouts. Next the Section 3 deals with Petri net modules as an instantiation of the transformationbased approach and transfer the semantics. In Section 4 we repeat this procedure for Petri net modules with safety. Then in Section 5 we discuss the relation to high-level replacement systems and our case study. We sketch in Subsection 5.1 the possibility to instantiate the transformation-based approach with Petri nets and transformation in the sense of high-level replacement systems. Our case study we discuss in Subsection 5.2. At last we conclude with a summary and an outlook to future work.
Relation to Algebraic Development Techniques
Both, the generic component concept and the Petri net modules have been motivated at least by the algebraic module specification concept of Ehrig and Mahr (1990) . The main idea of this algebraic module specification concept is to have interface specifications IMP and È for import and export, and body specification Ç , where these specifications are connected by specification morphisms from Á Å È to Ç and from È to Ç . In our approaches the algebraic specifications are replaced by generic specifications in the generic approach and by Petri nets in the case of Petri net modules. Moreover, we distinguish between two different kinds of morphisms: Transformations respectively substitution morphisms between È and Ç , and embeddings resp. injective plain morphisms between Á Å È and Ç . The main difference, however, is the model-theoretic semantics of algebraic module specification in contrast to a transformation-based semantics in our approaches. The model-theoretic semantics is given by a functor from Á Å È -algebras to È -algebras, while the transformation-based semantics is given by a function from transformations of Á Å È to transformations of È . The concept of transformations is well-known in the area of algebraic development techniques, especially rule-based transformations in the sense of string-, tree-, and graph rewriting or double pushout transformations in the sense of high-level replacement systems. The algebraic treatment of Petri nets has been initiated by Meseguer and Montanari (1990) , where Petri nets are considered as algebraic objects and Petri net morphisms are introduced leading to an algebraic theory for the category of Petri nets. Our plain morphisms of Petri nets are a special case of Meseguer and Montanari concerning the mapping of places. Our substitution morphisms, however, allow a more general mapping of transitions and they are not restricted to preserve the firing behavior. Moreover, we consider more specific substitution morphisms, which are safety property preserving, leading to the new concept of Petri net modules preserving safety properties.
Finally the composition of Petri net modules is defined using the well-known concept of pushouts, which is also used for the composition of algebraic module specifications.
Related Work
Petri net modules and the transformation-based component are related to algebraic specification modules Ehrig and Mahr (1990) . Their impact for practical concepts in software engineering has been relevant from the beginning Weber and Ehrig (1988) . The transfer of these concepts to process description techniques is a recent development. It has been started in Simeoni (1999) where modules for graph transformation systems and local action systems have been investigated. A general framework for component concepts based on High-Level Replacement Systems Ehrig et al. (1991) is presented in Ehrig and Orejas (2001) . To sum up different process modeling techniques like graph transformation systems, Petri nets and many others besides, the relation between export and body is here formalized in a more general way by transformation rules instead of morphisms and our concept for Petri nets modules fits in very well.
In the area of Petri nets various structuring concepts have been proposed during the last 40 years, some of these are even called modules or modular approach. There are hierarchical concepts (e.g. Jensen (1992) ; Buchholz (1994) ; He (1996); Fehling (1993) ) as well as a variety concepts for connector mechanisms as communication, coordination or cooperation (e.g. Christinsen and Hansen (1994) ; Sibertin-Blanc (1994); Desel et al. (2000) ; Deiters and Gruhn (1994) ). In other approaches places and transitions of modules are merged by well-defined operations (e.g. Kindler (1995) ; Battiston et al. (1991b,a) ; Broy and Streicher (1992) ).
Transformation-Based Component Framework based on Pushouts
First we give a short review of the transformation-based component framework as given in Ehrig et al. (2002) . In Subsection 2.4 we discuss the formalization of this approach based on pushouts. There the main concept of extension is described using pushouts. Subsequently we show that the results proposed in Ehrig et al. (2002) are achieved with this formalization.
A Generic Component Concept
In this subsection we sketch the basic concepts of our generic component concept.
Components are self-contained modeling units with a clear separation between the interface of the component and the body. Moreover, the interface can be divided into two parts: the import interface, describing what the component assumes about the environment, and the export interface, describing the services provided by the component itself. With respect to the import connection we require the body of a component to be an extension of the import interface. For the sake of simplicity, we assume that each import connection, ÑÔ Á Å È Ç , defines an embedding ÑÔ Á Å È Ç of the corresponding specifications.
A Generic Transformation Concept
In view of our generic component concept we assume that a transformation framework Ì consists of a class of transformations, which includes identical transfor- It must be pointed out that, in a given framework, given ØÖ Ó and ½ as above, there may be several ØÖ Ó ¼ and ¾ , that could satisfy this extension property. However, our assumption means that, in the given framework Ì only one such ØÖ Ó ¼ and one embedding ¾ are chosen, in some well-defined way, as the extension of ØÖ Ó with respect to ½ .
The extension property is called compositional, if the (chosen) corresponding extension diagrams are closed under horizontal and vertical composition. This is very similar -and in some instantiations equal -to the well-known composition property of pushouts in category theory.
Transformation Semantics of Components
According to the general requirements, components are self-contained units, with respect to syntax and semantics. Hence, it is necessary to have a semantics for each single component.
In contrast to a model theoretic or functional semantics as considered for algebraic module specifications in Ehrig and Mahr (1990) we propose a transformation semantics.
The main idea proposed in Ehrig et al. (2002) is a semantics that takes into account the environment of a component, in a similar way as the continuation semantics of a programming language assigns the meaning of a program statement in terms of the environment of the statement. Here, the idea is to think that, what characterizes the import interface of a component is not its class of models, but the possible refinements or transformations of this interface that we can find in the environment of the component. In this sense, it is natural to consider that the semantical effect of a component is the combination of each possible import transformation, ØÖ Ó Á Å È µ ËÈ with the export transformation ÜÔ È µ Ç of the component. Since Á Å È is included in Ç , we have to extend the import transformation from Á Å È to Ç in order to be able to compose both transformations. Due to the extension property for transformations, we obtain ØÖ Ó 
Categorical Formalization based on Pushouts
A categorical formulation of the concepts introduced above where the extension diagrams are pushouts is straightforward. 
Composition of Components
Several different operations on components can be considered in our generic framework. For the sake of simplicity we subsequently consider merely one basic operation that allows composing components ÇÅ È ½ and ÇÅ È ¾ . It provides a connector, ÓÒÒ Ø Á Å È ½ È ¾ from the import interface Á Å È ½ of ÇÅ È ½ to the export interface È ¾ of ÇÅ È ¾ . Similar to an export connection we require the connector to define a transformation ÓÒÒ Ø Á Å È ½ È ¾ uniquely.
Now we are able to define the composition ÇÅ È ¿ ÇÅ È ½ AE ÓÒÒ Ø ÇÅ È ¾ as follows.
Definition 3 (Composition)
The composition
È ½ , this means especially that the result of the composition concerning the interfaces is independent of the body parts. 
Theorem 4 (Composition)
ÇÅ
Compositionality of Transformation Semantics
Compositionality of semantics means that the semantics of the composition of two components can be obtained by composing the semantics of the simple components. This is a most important property for a component concept.
Stated informally, we have for a connector,
Definition 5 (Transformation Semantics)
The transformation semantics of some component
where ØÖ Ó ¼ is defined by the pushout diagram (1) below:
We obtain the following compositionality result:
The transformation semantics of the composition can be obtained by functional composition of the transformation semantics of ÇÅ È ½ and ÇÅ È ¾ with a most simple intermediate function
More precisely we have the following.
Theorem 6 (Compositionality of Transformation Semantics)
Given a composition of components ÇÅ È ¿ ÇÅ È ½ AE ÓÒÒ Ø ÇÅ È ¾ as shown in Definition 3 then we have the following compositionality property:
provided that the extension property is compositional.
. Compositionality of Transformation Semantics
Due to the composition of pushouts we have that also the horizontal composition (1)+(2) and the vertical composition (2)+(3) are pushouts.
We have to show
Concerning the right hand side of (4) we have Ì Ö ÓË Ñ´ ÇÅ È ¾ µ´ØÖ Ó ½ µ ØÖ Ó ¾ AE ÜÔ ¾ and hence
(6) where the last step uses diagram (2)+(3). Now (4) follows immediately from (5) and (6).
¾ 3 Petri Net Modules
In this section we show that Petri net modules can be considered as an instantiation of the transformation-based component approach. First we introduce Petri net modules as given in Padberg (2001 Padberg ( , 2002a . In Subsection 3.2 we then show, that Petri net modules give rise to a transformation framework Ì ÈAE of Petri net modules. This transformation framework Ì ÈAE satisfied the conditions given in the previous Section 2.2. Next in Subsection 3.3 we investigate the semantics of Petri net modules in the transformation-based framework.
Basic Ideas of Petri Net Modules
First we give a short intuition of the underlying basics. Here we use the algebraic notion of Petri nets as introduced in Meseguer and Montanari (1990) . Hence a place/transition net is given by the set of transitions and the set of places and the preand post domain function. AE Ì ÔÖ / / ÔÓ×Ø / / È¨, where È¨is the free commutative monoid over È , or the set of finite multisets over È . The pre-(and post-) domain function maps each transition into the free commutative monoid over the set of places, representing the places and the arc weight of the arcs in the pre-domain (respectively in the post-domain). An element Û ¾ È¨can be presented as a linear sum Û È Ô¾È Ô ¡ Ô or as a function Û È AE. We can extend the usual operations and relations as¨, ©, , and so on. Moreover, we need to state how often is a basic element with in an element of the free commutative monoid given.
We define this for an element Ô ¾ È and a word Û ¾ È¨with Û Ô Ô ¡ Ô ¾ È¨. Based on the algebraic notion of Petri nets Meseguer and Montanari (1990) we use simple homomorphisms that are generated over the set of places. These morphisms map places to places and transitions to transitions. Morphisms are the basic entity in category theory; they can present the internal structure of objects and relate the objects. So they are the basis for the structural properties a category may have and can be used successfully to define various structuring techniques.
Morphisms are essential for the notion of modules and the definition of module operations. Two Petri net morphisms Ñ Á Å È Ç and Ö È Ç connect the interfaces to the body.
The import morphism Ñ is a plain morphism and describes how and where the resources in the import interface are used in the body. This morphisms maps each place and transition in the import interface to its counterpart in the body. The initial marking of the source net needs to be place-wise smaller than the initial marking of the target net. Plain morphisms are presented by an arrow .
Definition 8 (Plain Morphisms)
A plain morphism 
Â
The export morphism Ö is a substitution morphism and describes how the functionality provided by the export interface is realized in the body. This is done by mapping each part of the export interface that represents a certain functionality to the part of the body by which the functionality is realized. Substitution morphisms map places to places as well. But they can map a single transition to a whole subnet. So first we need to make precise what a subnet is. The basic idea is that substitution morphisms substitute a transition by a net. These morphisms capture a very broad idea of refinement and hence are adequate for the relation between the export net and the body net. The initial marking has to satisfy the same condition as for plain morphisms. Subsequently substitution morphisms are presented by an undulate arrow . 
Definition 10 (Substitution Morphism)

Â
Proof is trivial.
Note that we omit the inclusion functor when plain morphisms in ÈÌË are used.
Next we define Petri net modules. We use this name as this notion of module can easily be transferred to any variant of Petri nets. In order to conform with the transformation-based component concept we restrict the plain morphism Ñ Á Å È Ç to be an injection ½ .
Definition 13 (Petri Net Module)
½ Here we require Ñ to be an injection, in Padberg (2001 Padberg ( , 2002b we allow arbitrary plain morphisms. The composition operation remains the same, but note that union of modules is no longer possible. 
A Petri net module
Â
The composition of modules is one of the module operations defined in Padberg (2001 Padberg ( , 2002b . From the practical point of view it is the most important one. The composition describes the import of a module into another module. Composition will be treated formally in the following subsection. Here we merely give an example to illustrate this operation.
Example 15 (Module Composition)
The example of a composition is illustrated in Figure 6 . There is the module Figure ? ? describes formally.
Â
Transformation Framework Ì ÈAE of Petri Net Modules
To define the transformation framework Ì ÈAE we need a class of transformations, which includes identical transformations, is closed under composition and satisfies the extension property. Substitution morphisms represent such a transformation. Obviously there are identities and composition. The extension property holds as there are pushouts with plain inclusions.
We use the categorical version as given in Subsection 2.4. We have the class Á consisting of plain, injective morphisms and the class consisting of substitution morphisms.
Lemma 16 (Pushouts of Plain Inclusions and Substitution Morphisms)
In the category ÈÌË we have pushouts for a plain morphism 
Â
Proof
(1) -Á-Pushout condition holds due to Lemma 16.
(2) and Á are stable under pushouts due to Lemma 17 see (**).
Results 19 (Composition and Semantics)
For transformation framework Ì ÈAE of Petri net modules we have by instantiation the following results: Composition of Petri net modules as given in Definition 3 and Theorem 4. The compositions has been given in Example 15. Semantics of Petri net modules and its compositionality as given in Definition 5
and Theorem 6. Examples are discussed in the subsequent section.
Â
Semantics of Petri Net Modules in the Transformation-Based Framework
Semantics have not been yet defined for Petri net modules in Padberg (2001 Padberg ( , 2002b . So in the subsequent subsection we use the semantics of the transformation-based framework. The original algebraic module concept is based on a loose semantics. Up to now there is no loose semantics defined for Petri nets or other Petri net classes. This is future research and will be investigated in forthcoming papers.
According to Fig. 2 
This semantics maps substitution morphisms between the import net and some other net to substitution morphisms between the export net and that net, that corresponds to the changes implied by the import. Below you find some examples:
On the left-hand side of the Fig. 7 we have the substitution morphism from the import Á Å È of the simple module Å Ç as given in Fig. 5 to the net AE ½. Fig. 7 and has been achieved by the construction of pushout (1) to the right.
It maps the transition Û to the subnet consisting of the places and the transitions Ø Ù. This morphism is mapped to the substitution morphism on the right-hand side of the
On the left-hand side of the Fig. 8 
Petri Net Modules Perserving Safety Properties
In this section we investigate Petri net modules with safety properties as introduced in Padberg (2003) . These conform as well with the transformation-based approach to components.
Safety Properties and Modules
Next, we formalize safety properties in order to formulate our theorems concerning their preservation. We recall formulas over markings and their translations via mor-
phisms. An axiomatic expression is Ô, denoting that ¾ AE tokens are on place Ô. We then can build logic formulae over such axioms, e.g.
µ ¾ formalizes the statement that 4 tokens on place imply 2 tokens on place . Safety properties describe invariants of the net behavior. Hence we use the henceforth operator £ to express that a formula shall hold for all reachable markings. The formula £ in the export in Figure 9 states that one token is always either on place on place . We now have to ensure specific conditions that guarantee morphisms preserving safety properties. Intuitively the next definition requires for substitution morphism to be place preserving: Any transition of the target net that has a place of the source net in its pre-or post-domain needs to have a source transition in the source net, so that the pre-domain and post-domain of the transition is preserved. In other words this definition ensures that neither arcs may be deleted nor "new" arcs to "old" places are allowed. Hence we have chosen the term place preserving.
Definition 22 (Place Preserving Substitution Morphism)
A substitution morphism 
Â
Clearly, to preserve safety properties the marking on the mapped places needs to stay the same. Places that are not in the image of the morphism may be marked arbitrarily.
Definition 23 (Marking Strict Substitution Morphism)
Â
An example of a subsitution morphism that is marking strict and place-preserving can be found in Figure 9 . The morphism form È Ç is injective on the places, preserves the marking and no "new" transitions are adjacent to "old" places.
We now can state that a substitution morphism that is place preserving and marking strict preserves safety properties up to the renaming Ì induced by the morphism. This is the first main result we present in this paper that is the basis to define modules that present safety properties via the export. 
Theorem 24 (Safety Property Preserving Morphism) given a substitution morphism
Â
The proof is analogous to the proof of Fact 4.16 in Gajewsky et al. (1999) . Although the underlying morphism is different we can use the same argument, since the conditions we use in Definition 22 correspond to Fact 4.13 in Gajewsky et al. (1999) . Proof Idea: All transitions that are adjacent to a place being mapped from AE ½ to AE ¾ have a preimage in AE ½ with the same arc weight to that place (Definition 22 and Fact 4.13 in Gajewsky et al. (1999) ). Hence we can prove inductively that these morphisms reflect reachability (Fact 4.14 in Gajewsky et al. (1999) ). By induction over the sturcture of a static formula (without any temporal quantor) we show that place preserving and marking strict preserve and reflect reachability (Fact 4.15 in Gajewsky et al. (1999) ). Proving inderectly that whenever AE ¾ violates a safety property so does AE ½ (Fact 4.15 in Gajewsky et al. (1999) ) concludes the proof.
This allows defining Petri net modules that preserve safety properties from the export net to the body net. As we desire a treatment of properties that is independent of the body net, we can use safety property preserving morphisms to relate the export net to the body net. If we require Ö È Ç to be safety property preserving, then any safety property holding in È will be preserved. Nevertheless we can distinguish specific safety properties in the export in order to have an explicit representation of safety properties. We extend the export net with a set of safety properties¨over the places of net È . Â
Definition 25 (Modules with Implicit Safety Properties)
Definition 27 (Modules with Explicit Safety Properties)
We now have to ask what happens to safety properties when we compose modules. The main intention of this work is to simplify compositional reasoning by preserving safety properties throughout the construction of modules. First we give an example of a composition of modules with safety properties. Thereafter we present our second main result. Theorem 30 states that the composition of modules preserves safety properties as well.
Example 29 (Composition of Modules)
The example of a composition is illustrated in Figure 9 . There is the module 
Â
Proof:
The construction of the composition is based mainly on the pushout (see (1) in Figure ? ?). The undulated arrows are safety property preserving substitution morphisms. Since pushouts are stable under safety property preserving morphisms (see Lemma 31) we can conclude that 
Transformation Framework Ì ÈAE Ë of Petri Net Modules with Safety Properties
To define the transformation framework Ì ÈAE Ë we again have the class Á consisting of plain, injective morphisms. In this case the class consisting of the SPPmorphisms is the one to focus on. Moreover, we need to show
We only need to investigate
We then have two cases: 
due to the following estimation: 
Discussions
Relation to High-Level Replacement Systems Approach
An alternative approach to Petri net modules in this paper has been presented in Ehrig et al. (2002) where Petri net transformations have been considered as instantiations of high-level replacement systems, short HLR-systems. HLR-systems have been introduced in Ehrig et al. (1991) as an abstraction of graph transformation systems. This abstraction is obtained by defining HLR-systems for any category Ø using double-pushout transformations in Ø instead of the category of graphs. In this approach a rule consists of three objects and two morphisms Ä Ã Ê. A direct transformation of an object AE according to a rule is given by a context object and a morphism Ã , such that Å becomes a pushput object for diagram (1) in Figure 10 . This means that AE can be obtained by gluing and Ä over Ã. The result of the direct transformation is then given by Å is a pushout object for diagram (2).
This HLR-approach has been applied to Petri nets in our paper Padberg et al. (1995) The main question in view of the generic transformation concept is now the validity of the extension property. In fact, the extension diagram corresponds to the embedding theorem well-known in the theory of graph transformation and HLR-systems. Actually, the embedding theorem allows to extend a transformation along an embedding, but it requires that the boundary points of the embedding are preserved by the transformation. This means that the extension property for HLR-systems and hence for net transformation systems is not satisfied in the strict form stated in Section 2.2 but only in a weaker form, where the embedding is consistent with the transformation as discussed above. This case is studied in detail in Ehrig et al. (2002) mentioned above. Especially this weaker version of an extension diagram is in general not a pushout as required in our categorical version of the transformation framework in this paper. Hence the component framework based on HLR-systems instantiated to Petri nets is not a special case of the Petri net modules in this paper. Vice versa the substitution morphisms of Petri net modules in this paper can be considered as transformations, but in general they are not rule-based transformations, where the rules might correspond to substitutions of single transitions. In some examples, however, this is the case (see the substitution morphism in Figure 5 ) the advantage of Petri net modules based on substitution morphisms in contrast to Petri net components based on net transformations is the fact that the extension property holds without additional consistency condition. This implies that composition of Petri net modules is always well-defined, while in the case of Petri net components a consistency condition has to be checked. Moreover, Petri net modules are defined for marked Petri nets, while the HLR-approach has been instantiated to unmarked Petri nets only. Vice versa the HLR-approach has been considered for low-level and high-level Petri nets already, but it is still open to generalize the approach in this paper to high-level Petri nets.
Finally let us note that the preservation of safety properties has been considered in both approaches based on place preserving morphisms, but the HLR-approach with preservation of safety properties has not been studied for Petri net components up to now.
Case Study
The case study models a simple version of a fully automated call center of a phone company featuring basic services for enquiring about telephone numbers of other telephone subscribers as well as for recording and delivering messages to a given phone number at a time specified by the customer. The customer may choose from a selection of modes for payment (like paying by credit card, by telephone bill etc.) and he can query his balance if he has an account with the operator company of the call center. The services of the call center only are available in a specific area (a city, a country etc.).
The main focus of this case study has been the question whether the new structuring technique of Petri net modules can be applied reasonably to a larger example. Since the emphasis of this case study is the structuring of the system with Petri net modules and not in the realistic and accurate modeling of the call center, place/transition nets are used instead of some more expressive high-level Petri net type. Moreover the case study is limited to the user/system-interface of the call center and neglects the underlying technical details of the call center.
In the case study as given in Padberg and Buder (2001) the modules comprising the telecom service center are presented. The order of presentation is roughly topdown, beginning with the overall system and ending with the modules with provide basic functions such as announcing system messages to the user. Here we can merely give a short summary focusing the topmost level and its construction.
The development of the case study has clearly shown that the new concept of Petri net modules Padberg (2001 Padberg ( , 2002b ) is applicable for structuring large and complex net models. The main advantages of this approach are:
The 1-to-1 correspondence to component concepts in the sense of Müller and Weber (1998); Weber (1999) : As the underlying paradigms are essentially the same Petri net modules can directly be used to model the process view (operational behavior) of a component. The expressiveness of the interfaces: The interfaces introduced in our approach are Petri nets, and not only nodes of a net. Hence the export allows presenting an abstraction of the modules behavior. And the import allows requiring a specific behavior of the modules to be imported. The openness of the interfaces:
The import specifies what must be satisfied by the export interface of an imported module. But it does not specify specific modules to be imported. Hence every module is formally completely unrelated to other modules. So it can be easily exchanged by another module as long as the export specifications are compatible. The actual relations between the modules established using the module operations.
Conclusion
In this paper we have made the connection between the transformation-based approach to components to Petri net modules. First we have develop a formalization where we use the pushout construction to describe the extension property. We require two classes of morphisms for export and import that are closed under composition. The category where we instantiate the transformation-based approach has to have pushouts of these morphisms. We then have instantiated in the category of place/transition nets with substitution morphisms. There we use the class of injections and the class of all morphisms.
For Petri net modules with safety we have instantiated transformation-based approach in the same category but with different morphism classes: again th class of injections but then th class of place-preserving, marking strict substitution morphisms.
In both cases the instantiation yields the following results: Composition Semantics its compositionality Future work comprises the following possibilities:
Modules of Algebraic high-level nets:
Further system properties to be preserved:
Further instantiations of the transformation-based approach:
