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This dissertation comprehensively explains the outcomes of small satellites 
communication system research. The research is held in Kyutech’s Embedded 
System Laboratory under supervision of Prof. ASAMI Kenichi. The research and 
the dissertation focus in studying a design to use software-defined radio (SDR) 
devices in small satellites to implement an adaptable communication system that 
changes the transmission data rate during satellites communication windows.  
Small satellite computation capabilities and power efficiency are evolving rapidly. 
Nowadays they are producing massive amounts of data to a level that challenges 
the communication capacity of these little advanced satellites. This advancing 
technologies in satellites need to deliver more information. For this reason, one of 
the main challenges of small satellites in low Earth orbits (LEO) is the utilization 
of such limited communication window with limited bandwidth and power 
consumption communication systems. 
As a practical solution, the research presents the adaptable data rate approach to get 
the maximum use of the available communication link within the available 
technology, by altering the data rate to fit the current situation of the channel. The 
easy way to step up in this direction is to use SDRs. SDR devices give an important 
feature, which is the ability to change the signal characteristics only by software. 
This research contributes to improving SDR-based systems by designing an 
adaptable packet communication transmitter and receiver that can utilize the 
communication window of CubeSats and small satellites. 
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Adaptable systems advantage comes from the fact that near to Acquisition of Signal 
(AOS) and Loss of Signal (LOS), the link budget margin is so small, while the 
margin increases when the line-of-sight elevation angle is closer to 90 degrees. The 
link budget is not fixed during the communication window. So, to get the maximum 
benefit, this research studies how to increase the data rate in the part where the link 
budget is more reliable.  
The design is carried out in simulation software called GNU Radio Companion 
(GRC). The transmitters and receivers are built there. The implementation is 
performed using a Raspberry Pi and a LimeSDR mini device as the space board, 
for the ground station, a PC with another LimeSDR mini is used. The channel 
attenuation is simulated by adding noise to the transmitted signal. 
Following the feedback from receivers, the transmitter modifies the characteristics 
of the signal following one of pre-set modes. Theoretically, the system can adopt 
many modes, but for simplicity and to prove the concept, the modes are limited to 
three data rates of the Gaussian minimum shift keying (GMSK) modulation 
scheme, i.e., 2400 bps GMSK, 4800 bps GMSK and 9600 bps GMSK, which are 
the most popular in amateur small satellites. The system program was developed 
using GNU Radio software and Python scripts. In GNU Radio, the design was 
simulated and its behavior in simulated conditions observed.  
Transmitter packetizes the data into AX.25 packets and transmits them in patches. 
Between these patches, it sends signaling packets. The patch size is preselected. On 
the other side, the receiver extracts the data and saves it in a dedicated file. It 
directly replies with a feedback message whenever it gets the signaling packets. 
vi 
 
Based on the content of the feedback message, the data rate of the transmitted signal 
of the next patch of data is altered.  
To test the system, the packet rate and the actual useful data rate are measured and 
compared with the theoretical data rate. The packet success rate vs Signal-to-Noise 
Ratio (SNR) of the system at each data rate is also measured by simulating channel 
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CHAPTER 1:  
INTRODUCTION  
This is an introductory chapter to the research work. It states the problem statement, 
research objectives and goals, the originality and the novelty of the topic, the 
research methodology and finally the dissertation outline and organization. 
1.1. PROBLEM STATEMENT 
Satellite signals get attenuated so much because of the free space loss. The value of 
the attenuation is not fixed during the whole window, the signals suffer more when 
it is closer to ground station’s horizons at AOS and LOS. 
Link budget of the satellites are designed to sustain connectivity in the worst case 
of the communication. However, to utilize of the communication windows the 
signal characteristics may be altered to deliver more data to ground station within 
the same period of time.1 
 
Figure 1 Slant range variation according to the satellite’s position 
1.2. RESEARCH OBJECTIVES 
The research goal is to leverage Raspberry Pi and SDR devices to implement an 
adaptable small satellite communication subsystem that transmits and receives 
AX.25 packets with ability to dynamically change the data rate in the same 
transmission session depending on the satellite range. The ultimate purpose is to 
maximize the amount of downlink data for small satellites. 
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Traditionally, SDRs are used to reduce the cost and the time required to develop 
communication systems2. This research focuses on improving their performance. 
1.3. RESEARCH NOVELTY  
This research is performing a consideration and evaluation analysis for a small 
satellites adaptable communication systems new design. It is optimizing SDRs 
usage as a main data transmission subsystem for small satellites and aiming to make 
this adaptable communication systems -which is not being used in small satellites- 
closer to reality.  By using Python, the communication subsystem design is made 
within the reach of most satellites’ researchers and students. 
1.4. METHODOLOGY 
The main tasks such as signal modulation and packets framing are implemented 
using GNU Radio software blocks. Data inputs and outputs are handled by TCP 
and UDP network protocols. 
Scripting is performed using Python language. Bash script and Python are used for 
testing. 
Two versions of the GNU Radio were used, 3.7 and 3.8. for a different version, the 
basic blocks and their dependencies might need an update. 
The design is implemented using a core-i7 laptop running Ubuntu 18.04 LTS 
operating systems and Raspberry Pi 4 device running Raspberry Pi OS. LimeSDR 
mini devices are connected to the laptop and to the Raspberry Pi to generate and 
receive the RF signals for the uplink and downlink transceivers. This design could 
have been affected by the hardware resources. If it is to be implemented in other 
machines, it might need some tweaking and adjustments. 
1.5. RESEARCH WORK CONTRIBUTIONS TO THE FIELD 
Using SDR is more cost and time effective than hardware radios. But its main 
advantage was not being utilized well yet for satellites. SDR is selected for this 




1.6. DISSERTATION ORGANIZATION 
The dissertation consists of 7 chapters organized as follows. 
Chapter 1 is an introductory to the research work. It states the problem statement, 
dissertation outline and contributions arising from the research work. 
Chapter 2 presents the background and literature review. It also highlights current 
research in the field and possible applications of SDRs and adaptability in space 
field. The chapter also presents the different challenges facing these space 
applications in comparison to terrestrial applications. It also presents the different 
hardware that has been employed in such applications. 
Chapter 3 presents a brief theory on the GMSK modulation and AX.25 packets. It 
goes to the details of the GNU Radio blocks and how they are connected. It explains 
how GNU Radio code is developed and modified.  
Chapter 4 Explains the design details. 
Chapter 5 covers the hardware implementation of the design. It gives detailed 
information on the SDRs as general and the LimeSDR mini devices used, the 
Raspberry Pi SoC devices and the laptops. Also presents the software 
implementation of the design. It gives detailed information on the main code and 
the supplement software application coded to provide information to the system 
and to do the tests. 
Chapter 6 presents the tests carried out to verify and validate the system and their 
achieved results. It shows the system characteristics. This is useful for comparison 
when designing the space proven board. 
Chapter 7 offers discussions on the results and conclusion of this dissertation. In 




CHAPTER 2:  
BACKGROUND AND LITERATURE REVIEW 
In this chapter, basic concepts and terms are explored, the sections present the 
background and literature review. they also highlight current research in the field 
and possible applications of SDRs and adaptability in space field. The chapter also 
presents the different challenges facing these space applications in comparison to 
terrestrial applications. It also presents the different hardware that has been 
employed in such applications. 
2.1. SMALL SATELLITE 
Small spacecraft (SmallSats or small satellites) include spacecraft with a mass less 
than 180 kg3. CubeSats fall under the definition of small satellites. The standards 
dictate that they weigh 1.33 kg maximum and are 1 cm × 1 cm × 1 cm. 
2.2. ELEMENTS OF SATELLITE COMMUNICATION 
2.2.1. COMMUNICATION WINDOW 
In satellite communication, the Earth–satellite link is established only when the 
Earth station enters the beam width of the satellite’s antenna4. 
As shown in Figure 1, the slant range is the distance between the satellite and its 
ground station. Satellites arise to each specific ground station at the furthest point, 
then move closer until reaching a minimum distance at 90° elevation. Signal 
attenuation is highly dependent on the length of the line-of-sight path. As such, the 
maximum slant range value should be considered when designing the link budget. 
The designing of any communication system starts with the link budget analysis5. 
When the satellite approaches the ground station’s horizon, the signal must travel 
significantly greater distance than when the satellite is at the zenith of its path over 
the ground station. The graph in Figure 2 shows the typical communication window 




Figure 2 Slant range vs. elevation of different orbits. 
The distance between a satellite in ISS orbit and its ground station can reach more 
than three times the distance when the satellite is at zenith. This directly affects the 
received signal strength at the ground station. 
2.2.2. ATTENUATION AND NOISE  
 
Figure 3 6 Signal to Spectral Noise Density Ratio 
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The second column of Table 1 shows the differences in distance between the edge 
points of the communication window, i.e., 5° and 90° elevation angles, for several 
low Earth orbits (LEO). The third column shows the power density loss between 
the same edge points excluding atmospheric attenuation. This value describes the 
variation in power in that specific orbit. Since we excluded the atmospheric loss, 
the power loss difference is equal to the difference in free space loss (FSL) between 
the edge points of the pass calculated by Equation 17. 
𝐹𝑆𝐿 =  20 𝑙𝑜𝑔 (4𝜋𝑑/𝜆) 
Equation 1 Free space loss 
Where: 
d: slant range. 
λ: signal Wavelength. 
Table 1. The change in slant range and transmitted power loss for a satellite between 
5° and 90° elevations, calculated for different orbits. The values do not consider the 
atmospheric loss and attenuation, which is also proportional to the slant range. 
Table 1 Slant range and power loss of different orbits 
Orbit Altitude (km) Distance Difference (km) 
Power Loss Difference 
(dB) 
400 1404.533 13.086 
500 1577.976 12.373 
700 1863.173 11.274 
1000 2194.512 10.088 
 
2.2.3. LINK BUDGET 
2.3. SOFTWARE-DEFINED RADIO 
Recent improvements in analogue to digital converter technology have led to the 




Software-defined radio (SDR) is a flexible technology that enables the design of an 
adaptive communications system. Accordingly, a generic hardware design can be 
used to address various communication needs, with varying frequencies, 
modulation schemes and data rates9. The radio implementation process includes 
setting the filtering parameters, such as the pass and stop band frequencies, as well 
as digital quadrature transformations and data rate adjustments using up and down 
sampling processes. 
2.3.2. FEATURES 
Over-the-air or other remote reprogramming, allowing "bug fixes" to occur while 
a radio is in service, thus reducing the time and costs associated with operation and 
maintenance.10 
New features and capabilities to be added to existing infrastructure without 
requiring major new capital expenditures. 
The use of a common radio platform for multiple markets, significantly reducing 
logistical support and operating expenditures. 
Remote software downloads, through which capacity can be increased, capability 
upgrades can be activated and new revenue generating features can be inserted. 
2.3.3. HARDWARE PLATFORMS 
HackRF One Software Defined Radio 
HackRF One from Great Scott Gadgets is a Software Defined Radio peripheral 
capable of transmission or reception of radio signals from 1 MHz to 6 GHz.  
Ubertooth One SDR 
The Ubertooth One is an open source 2.4 GHz wireless development platform 
suitable for Bluetooth experimentation.   
YARD Stick One USB Transceiver  
YARD (Yet Another Radio Dongle) Stick One can transmit or receive digital 
wireless signals at frequencies below 1 GHz. 
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Seeedstudio KiwiSDR Kit  
KiwiSDR is a software-defined radio (SDR) covering shortwave, the longwave & 
AM broadcast bands, various utility stations, and amateur radio transmissions, 
world-wide, in the spectrum from 10 kHz to 30 MHz. 
LimeSDR  
LimeSDR is a low cost, open source, apps-enabled (more on that later) software 
defined radio (SDR) platform that can be used to support just about any type of 
wireless communication standard. Frequency Range: 100kHz-3.8GHz 
LimeSDR Mini 
LimeSDR Mini is ideal for developing logic-intensive wireless systems, and it can 
be used as-is for small and medium volume production quantities or incorporated 
into cost-optimized products for mass production. 
LimeSDR-Mini board covers RF frequency range from 10MHz up to 3.5GHz. 
2.3.4. SDRS IN SPACE 
Amateur operators have built many SDR-based ground stations; however, it is not 
yet common for amateur or educational small satellites to use SDR as the main 
communication subsystem. However, this will change in the near future, given the 
amount of research being carried out in this field and the benefits of SDRs over 
traditional radios, such as reconfigurability and adaptability. 
Many satellites have adopted the SDR architecture as an experimental or secondary 
subsystem. This year—according to the ESA11—the first fully SDR commercial 
satellite will be launched: the Eutelsat satellite “Quantum”. Eutelsat Quantum will 
be the first generation of universal satellites able to serve any region of the world 
and adjust to new business without the need to procure and launch an entirely new 
satellite. The first Quantum satellite will have a launch mass of 3500 kg, a power 
of 5 kW, and an all-Ku-band communications payload mass of 450 kg12. 
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2.3.5. CONTROLLING DEVICE OPTIONS 
Raspberry Pi devices are used instead of FPGAs because they are lower in cost and 
power consumption than FPGAs, it is as well easier to program. Thus, it is more 
suitable for small satellites. FPGAs can be used to handle big data and huge 
computational tasks. 
2.4. GNU RADIO 
GNU Radio is a free & open-source software development toolkit that provides 
signal processing blocks to implement software radios. It can be used with readily 
available low-cost external RF hardware to create software-defined radios, or 
without hardware in a simulation-like environment. It is widely used in hobbyist, 
academic and commercial environments to support both wireless communications 
research and real-world radio systems. 
2.5. RECONFIGURABILITY AND ADAPTABILITY 
Adaptive radio is radio in which communications systems have a means of 
monitoring their own performance and modifying their operating parameters to 
improve this performance. The use of SDR technologies in an adaptive radio system 
enables greater degrees of freedom in adaptation, and thus higher levels of 
performance and better quality of service in a communications link.13 
Adaptation is one of the smartest uses of the SDR. The European Space Agency 
(ESA) is currently funding the Satellite Adaptive Communication Channel project 
(SACC), a pioneer system intended to increase the data sent from satellites. 
2.6. ADAPTABLE SPACE SYSTEMS VS ADAPTABLE 
TERRESTRIAL SYSTEMS 
In terrestrial applications system need to adapt for the channel change due to 
mobility of the user or other factors such as the weather change. In satellite systems 
the change in the change is predictable, this makes the design much easier. 
However, the space applications need high reliability. 
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2.7. ACTIVE AND RELATED RECENT RESEARCH IN THE 
FIELD 
Reconfigurability is performed in either communication or computation.  In 
communication the active research field is mostly in antenna system, the 
modulation & coding methods and satellite networks. 
SDR has been tested in CubeSat since 2009 (In Xatcobeo 1U CubeSat). But the 
first fully reconfigurable commercial communication satellite is planned to be 
launched in 2021. (Eutelsat Quantum). 
Recent Research focused on using FPGA-based subsystems. In Kyutech some 
recent research effort has been done about using SDR for both space segment and 
ground segment. 
Here are some examples of related recent research: 
• Reconfigurable, Intelligently Adaptive, Communication System 
FPGA+SDR (2016) 
• A Design of FSK/BPSK using FPGA and SDR (2017) 
• Low-Cost Nano Satellite Communication System Using GNURadio, 
HackRF, and Raspberry Pi (2018). 
• A reconfigurable FPGA+SDR architecture for parallel satellite reception 
(2018). 
• Investigation on adaptive satellite communication system performance 
using SDR technique (2018). 
• Optimization of a Nano-satellite Communication System Using a Software 
Defined Radio (SDR) Platform Implementation Strategy (2020). 
• AX.25 protocol compatible reconfigurable 2/4 FSK modulator design for 




CHAPTER 3:  
TELECOMMUNICATION AND GNU RADIO 
Chapter 3 presents a brief theory on the GMSK modulation and AX.25 packets. It 
goes to the details of the GNU Radio blocks and how they are connected. It explains 
how GNU Radio code is developed and modified.  
Numerous variations of digital RF FSK have been practically implemented in the 
past 40 years. Research has focused on both improving the power efficiency and 
bandwidth efficiency, but due to the high cost of spectrum, more research has 
targeted maximizing bandwidth efficiency. Yet power efficiency is a considerable 
factor in space application especially small satellites. 
3.1. GMSK MODULATION 
Minimum Shift Keying (MSK) is derived from the ordinary Frequency Shift 
Keying (FSK) modulation scheme, which is a digital version of frequency 
modulation (FM). It is a continuous phase modulation scheme. The modulated 
carrier does not contain phase discontinuities and frequency changes at carrier zero 
crossings.14 This significantly reduces the bandwidth needed. 
By using non-rectangular baseband pulses MSK, significantly higher bandwidth 
efficiency is achieved with only a small degradation in power efficiency. One of 
the most frequently adopted pulse shapes are Gaussian filter. The baseband pulse 
shape is implemented by low pass filtering the rectangular data signal. MSK with 
Gaussian baseband pulses is GMSK.15  
The fundamental difference between the MSK and GMSK modulation is that the 
square-wave signal (modulation signal) is replaced by a Gaussian pulse. The 
modulating signal is formed by a Gaussian filter, and after then is modulated by 
MSK method. So, GMSK is MSK with a Gaussian filter. 
Gaussian Minimum Shift Keying (GMSK) provides the best performance in terms 
of the required bandwidth and the required power for the transmission.16  
12 
 
The GMSK signals are characterized by the value of BT. 
Where: T = bit duration. B = 3dB Bandwidth of the shaping filter. 
For near-Earth missions, GMSK with BT = 0.25 and 0.5 are among the 
recommended CCSDS options17, for near-earth missions it recommends a BT=0.25 
whilst for deep-space and interplanetary missions, the use BT=0.5 is recommended. 
In this study BT=0.35 is chosen as a starting value for the design. 
GMSK is a filtered type of MSK modulation which is energy efficient but uses 
large bandwidth. GMSK do filtering to reduce the bandwidth thus compromises 
between spectral efficiency and inter-symbol interference. 
3.1.1. BT VALUE AFFECTION TO GMSK 
For Gaussian filtering, decreasing BT increases bandwidth efficiency as illustrated 
in Figure 4 Normalized Power Spectral Density for different BT values.at the 
expense of increasing ISI, and increasing BER. 
 




3.2. AFSK MODULATION 
AFSK stands for Audio Frequency Shift Keying Modulation, it is a special case of 
the Binary Shift Keying (BFSK) digital method of communication. The two 
frequencies representing the zeros and ones are in audio range. 
It is used in communication because it is easy to implement on software by feeding 
the radio sound to the computers’ sound cards. 
AFSK1200 encodes digital binary data at a data-rate of 1200b/s. It uses the 
frequencies 1200Hz and 2200Hz (center frequency of 1700 Hz ±500 Hz) to encode 
the '0's and '1's (also known as space and mark) bits. Even though it has a relatively 
low bitrate it is still the dominant standard for amateur packet radio over VHF. It is 
a common physical layer for the AX.25 packet protocol and hence a physical layer 
for the Automatic Packet Reporting System (APRS). AFSK signals can be 
demodulated using FM demodulation. 
3.3. AX.25 PACKETS 
AX.25 (Amateur X.25) is a data link layer protocol originally derived from layer 2 
of the X.25 protocol suite and designed for use by amateur radio operators. It is 
used extensively on amateur packet radio networks.19 
 
Figure 5 AX.25 Frame Construction 
3.4. GNU RADIO BLOCKS 
To take advantage of the GNU Radio framework, users will create various blocks 
to implement the desired data processing. There are several types of blocks to 
choose from: 
Synchronous Blocks (1:1), one input one output. 
Decimation Blocks (N:1), multiple inputs one output. 
Interpolation Blocks (1:M), one input multiple outputs. 
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General Blocks (N:M), multiple inputs multiple outputs. 
Different blocks of GNU Radio are used in this design. 
3.5. LIMESDR MINI SDR 
For this research’s design, LimeSDR mini device is used as the SDR of both 
satellite and ground station transceivers. It has a 10 dBm output power in 144MHz20 
 
Figure 6 LimeSDR Mini Device 
The output power is related to the frequency and the transmission gain as shown by 
Figure 7. 
 
Figure 7 LimeSDR mini output power21 




CHAPTER 4:  
DESIGN 
This chapter addresses general design aspects.  
The software code of the system requires multithreading features, as well as the 
ability to run in System on Chip (SoC) devices, in order to be integrated into the 
satellite bus. Therefore, the Ubuntu environment is chosen to run the system, and 
this allows it to be implemented in Raspberry Pi devices and thus in satellites. 
Raspberry Pi devices have a history in space, and they are currently being used in 
several small satellite missions. They comply with satellite system standards.  
To develop our system, GNU Radio Companion and Python were used. GNU Radio 
is a free and open-source software development toolkit that provides signal 
processing blocks to implement software radios22. 
 
4.1. DESIGN ASPECTS 
Feedback from the ground station transceiver is an essential part of this design, and 
thus both sides of the communication link are designed. However, the satellite 
transceiver is designed to support interoperability and compatibility with traditional 
systems. Feedback is achieved by exchanging signaling messages between the two 
ends of the system.  
The spaceborne transceiver can generate three types of signals to send AX.25 
packets: 2400 bps GMSK, 4800 bps GMSK and 9600 bps GMSK. It sends data in 
patches of packets. For LEO, the average time to pass over a given ground station 
is 10 min23, and so the length of the packet is chosen so as not to exceed 10% of 
this value. Between patches of data, a signaling message is sent containing three 
packets of data, each at a different rate. While sending, the satellite is also listening 
in order to capture feedback. According to the feedback, the rate of downlink signal 
data transmission is selected. On the other hand, the ground station transceiver 
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replies to the signaling message with its feedback, stating the fastest reliable 
transmission mode. 
The AX.25 protocol is selected to ensure that the system will work smoothly with 
traditional versions of the communication subsystems. 
The proposed process of software implementation involves generating a basic code 
in GNU Radio. This basic code is then modified and linked with other segments of 
the system, which are also Python programs. 
4.2. GENERAL INFORMATION 
● To achieve the adaptability both sides of the channel should be designed. 
● Feedback from GS is essential. 
● Data is sent in patches of 50 packets each.  
● The system will exchange signaling messages: 
○ Satellite sends nine packets in the beginning of each patch. Three in 
each data rate. 
○ The GS replies with a feedback signaling message representing the 
highest received data rate. (The feedback signaling message is sent 
using the lowest data rate) 
The satellite sends the next patch using the feedback data rate. 
 
4.3. ADAPTABLE APPROACH FEASIBILITY 
For a given received power, if we increase the rate of data transmission, the energy 
bit per noise density decreases. The designed adaptable system facilitates a higher 
rate of data delivery -without increasing the transmission power- whenever the 
received power increases due to reduction of signal losses. In this way, the required 
SNR at the receiver is maintained within the acceptable range. The relationship is 
shown by the following equations24. 
17 
 
𝑆𝑁𝑅 =  𝑆/𝑁 =  𝑃𝑟/(𝐵 × 𝑁0)   
𝑃𝑟 =  (𝑅 × 𝐸𝑏)   
𝑆𝑁𝑅 =  𝑅/𝐵 ×  𝐸𝑏/𝑁0  
Equation 2 The releaship between SNR and Eb/N0 
Where: 
SNR: Signal-to-noise ratio. 
Pr: Received power. 
B: Bandwidth. 
N0: Noise density. 
R: Data rate. 
Eb: Energy per bit. 
Theoretically, whenever the SNR increases by 3 dB, we can transmit at double the 
data rate. 
Table 2 compares three different approaches to designing a communication 
subsystem for small satellites. The traditional system is hardware-based, meaning 
that developers need to change hardware components in order to change the 
satellite’s characteristics. This paper designs a Raspberry Pi + SDR system. 
In comparison with the traditional hardware-based systems, this design is more 
effective in using the available communication channel, and it has the ability to 
deliver more data. That said, the traditional systems are more robust. With specific 
improvements, this design could be made more reliable. 
Some SDR-based systems use field-programmable gate arrays (FPGAs) to produce 
and modulate the signals of SDRs; this design is instead built to be implemented in 
Raspberry Pi devices, which are easier to program for students and academic 
researchers. Moreover, Raspberry Pi devices require less power and space, making 
them preferable for CubeSats and small satellites. 
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Table 2 Comparison between different design approaches for communication 
subsystems in small satellites. 
Table 2 Design approaches comparison 





Low Low Low Low 
Raspberry Pi + SDR 
Systems 
High Low High Low 
FPGA + SDR Systems High High High High 
 
4.4. DATA AND SIGNALING EXCHANGE FOR SIMULATION 
The main tasks of the code are to transmit and receive the data and signaling 
packets, and then, according to available information, the system parameters are 
altered for the next transmission session. In each session, data are transmitted in 
patches of packets. 
Figure 8 shows the sequence of the tasks and how messages are exchanged within 
the system. the flow repeats itself every session. 
 
Figure 8: Information flow within the system. 
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The Figure 9 shows the network ports assigned to send and receive the packets 
within the system. 
The satellite transceiver starts the transmission with the most robust but slowest 
mode, 2400 bps GMSK. Following this, the data transceiver sends three small 
patches of packets for signaling. Each operates in a different mode. The ground 
station transceiver saves the data and signal in local files and replies by feedback. 
The satellite sides save the feedback in a local file and adjust the rate of data 
transmission for the next patch of data. 
The system is highly dependent on the network transport layer’s protocols in 
exchanging the data. It uses different ports to detect and forward data and signal 
packets. Figure 4 illustrates how the packets are exchanged between the ports. 
 
Figure 9 Network ports utilization. 
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As in Figure 9, seven ports are required in each transceiver. Each one has a 
dedicated task and data rate.  
4.5. DATA AND SIGNALING EXCHANGE FOR HARDWARE 
IMPLEMENTATION: 
In simulation the system runs in the same machine, because of this it can use 
different ports to transfer different links of data. On the other hand, we cannot do 
this when the two transceivers are implemented in different devices while having 
one transmission channel. To solve this issue the selector block is used in GNU 
Radio version 3.8, it is utilized as shown in Figure 10. 
The selector block allows the system to choose which one of multiple branches 
input goes to one or multiple outputs. In GNU Radio 3.7 this block is not available. 
 
Figure 10 Data and info exchange in the hardware implementation 
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4.6. THREADS TIMING 
To ensure that no port attempts to transmit while another is transmitting, the threads 
are organized in the code following the timeline shown in Figure 11. 
Figure 11 Thread timing and scheduling. 
In parallel with this sequence, another part of the code listens for feedback from the 
receiver. Such concurrency is achievable because of the multithreading support 
capability of Python. Feedback is sent by the ground station each time it receives a 
signaling message. The feedback is always in the 2400 bps GMSK mode. 
To ensure that the system will not enter an infinite loop if some packets of the patch 
are not transmitted/received as expected, timeout timers at the transmitting and 
receiving parts of the code are introduced. In the case of data packet loss, the system 
stops waiting for the remaining packet, and while it correctly saves the received 
ones, it will not automatically request the missing packets to be resent. With respect 
to future improvements, it may be necessary to make is so that the receiver can 
request the retransmission of specific packets. 
4.7. MODES IMPLEMENTED IN GNU RADIO 
● 1200 baud rage AFSK 
● 2400 baud rate GMSK 
● 4800 baud rate GMSK 
● 9600 baud rate GMSK  
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CHAPTER 5:  
IMPLEMENTATION 
This chapter covers the hardware implementation of the design. It gives detailed 
information on the SDRs as general and the LimeSDR mini devices used, the 
Raspberry Pi SoC devices and the laptops. Also presents the software 
implementation of the design. It gives detailed information on the main code and 
the supplement software application coded to provide information to the system 
and to do the tests. 
5.1. HARDWARE IMPLEMENTATION  
5.1.1. LIMESDR MINI DEVICES 
The LimeSDR-Mini is low-cost software defined radio board. LimeSDR-Mini 
development board provides a hardware platform for developing and prototyping 
high-performance and logic-intensive digital and RF designs using Intel’s MAX 10 
FPGA and Lime Microsystems transceiver.it comes with USB 3.0 controller. 
 
Figure 12 LimeSDR-Mini board 
5.1.2. ANTENNAS 
Dual-band antenna was used for transmitting and receiving on 144/430MHz 
(2m/70cm) bands. The antennas are quarter wavelength type with SMA male 
connectors, their impedance is 50 ohms. 
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5.1.3. RASPBERRY PI SOC DEVICES 
The speed and performance of the new Raspberry Pi 4 is a step up from earlier 
models. The fan-less, energy-efficient Raspberry Pi runs silently and uses far less 
power than other computers. Your new Raspberry Pi 4 has upgraded USB capacity: 
along with two USB 2 ports you'll find two USB 3 ports, which can transfer data 
up to ten times faster. It comes with different variants of the Raspberry Pi 4 
available; we are using the 2GB device. 
 
Figure 13 Raspberry Pi 4 Device 
The design in implemented in Raspberry Pi 4 model B. For the satellite board 
design, it is made compatible with Raspberry Pi CM4. The power consumption, the 
computational power and the support for USB 3.0 is grants this compatibility. 
The system of current design can run in CM3 using USB2.0 peripherals. This will 
only limit the throughput of the SDR device, but it will still be enough for this 
current design. 
 
5.1.4. SYSTEM BLOCK DIAGRAM 
Figure 14 illustrate the system block diagram, it shows the transceivers that the 
high-level tasks. The high-level tasks for the satellite system are to send the 
signaling packets then send the data patch. The ground station receives these 
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packets and send the feedback packet. The satellite will receive the feedback, 
modifies the system parameters accordingly then starts a new session to send 
another patch of data. 
 
Figure 14: System Block Diagram 
5.1.5. SATELLITE TRANSCEIVER DESIGN 
The satellite transceiver consists of Raspberry Pi 4 SoC with a LimeSDR mini 
device. LimeSDR two antennas for the duplex transmission and reception. 
5.1.6. GROUND STATION TRANSCEIVER DESIGN 
The ground station transceiver consists of a laptop connected to a LimeSDR mini 
device. 
5.2. SOFTWARE IMPLEMENTATION  
The basic code is generated by GNU Radio in Python. It is modified and linked 
with other segments of the system which are also Python programs. The main tasks 
of the code are to carry out the transmission and reception of the data and the 
signaling packets, then according to available information the system parameters 
are altered for the next transmission session. In each session, data is transmitted in 
patches of packets. 
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5.2.1. TRANSCEIVERS’ MAIN CODE  
The blocks used to implement the GNU Radio come from different Out of Tree 









* This OOT is made for the sake of this project, and it is not public. It provides 
comparison code to generate the Boolean variables and it creates incremental 
numbers to the frames. These are used by the branch selector part and the noise 
generator for configuration and testing. 
GMSK Transmitter 
The transmitter design is implemented in GNU Radio version 3.7 as shown in 
Figure 15 and in GNU Radio v3.8 as in Figure 16. There are slight differences, but 
they are working almost the same way. 
The input message is sent to an AX.25 encoder that generates bitstreams. Then, it 
is packed into data bytes (8 bits) to make it appropriate input for the “GMSK Mod” 
block, which will perform the modulation to GMSK. Then, the modulated baseband 
signal is passed through a rational resampler to generate the desired data rate. Then, 
the signal is ready, and it will be saved in a virtual sink. In GNU Radio v3.8 the 
output of the AX.25 encoder is converted to bitstream that create the signal samples 
where each sample represents a symbol. These samples are passed to finite impulse 
response (FIR) filter that interpolate the samples to match the samples per symbol 
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parameter and implement the Gaussian filtering to the signal so it can be sent to the 
modulator. 
 
Figure 15 GMSK Transmitter Design in GNU Radio 3.7 
 
 
Figure 16 GMSK Transmitter Design in GNU Radio 3.8 
The setup for the AX.25 decoder is shown in Figure 17 
                
  
                   
              
      
              
          
         
          
            
    
         
    
          
          
    




Figure 17 AX.25 encoder setup in GNU Radio 
 
GMSK Receiver 
When the receiver receives the signal, it resamples it before passing it on to the low 
pass filter, and then on to demodulation, which is performed by the block “GMSK 
De-mod”. Its output is a bit stream (Figure 18). 
The AX.25 frame bits are encoded such that the ones represent a change in the 
actual data bit value, while the zeros denote that the data bit value is the same as 
the previous bit. Therefore, to derive the original data bits, it is necessary to use a 
Non-Return-to-Zero-Inverted (NRZI) decoder block. Subsequently, a descrambler 
is used same as shift registers in the hardware-based radio for the synchronization 
and clock recovery. 
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In AX.25, the functions of high-level data link control (HDLC) are used. Thus, the 
“HDLC Deframer” block must discard corrupted frames via the frame check 
sequence (FCS). 
Finally, the resulting bit stream is framed in AX.25 by the “HDLC to AX.25” block 
before sending it to the dedicated TCP port.   
 
Figure 18 GMSK Receiver Design in GNU Radio 3.7 
 
 
Figure 19 GMSK Receiver Design in GNU Radio 3.8 
 
The setup of the AX.25 decoder is set as same as the encoder just the callsigns of 
the source and the destination are swept. 
             
  
              
              
           
           
        
          
                
           
             
                  
                
           
            
            
       
        




This type of modulation represents the digital data by change of analogue audio 
frequency. The AX.25 FSK Module block from gr-bruninga module generates the 
audio that is modulated into FM signal by the WBFM Transmit block. This 
modulation is low data rate and inefficient for bandwidth usage, but it is simple. 
 
Figure 20 AFSK Transmitter 
 
AFSK Receiver 
The WBFM Receive module gets the audio file. The data in the audio is extracted 
using the FSK Demodulator module. Then the AX.25 data is sent to the network to 
be saved in the dedicated file. 
 
Figure 21 AFSK Receiver 
 
GMSK Data Rate Selection 
The resampler’s properties are responsible for the generated data rate together with 
the system sampling rate and the number of samples per symbol. Its interpolation 
and decimation factors control the generated data rate. 
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In our design, a sample rate of 500,000 samples/second and 10 samples per symbol 
for the GMSK modulation are used. The transmitter’s resampler parameters are set 
to a decimation factor of 24 and an interpolation factor of 125, while the receiver’s 
resampler parameters are set to a decimation (“D”) factor of 125 and an 
interpolation (“P”) factor of 24 in order to generate a 9600-bps signal. 
Equation 3 shows the relationship between these factors: 
 
𝐷𝑎𝑡𝑎 𝑅𝑎𝑡𝑒 =  𝑃/𝐷 × 1/𝑠𝑝𝑠 × 𝑆𝑎𝑚𝑝_𝑅𝑎𝑡𝑒 
Equation 3 Data rate calculation in GNU Radio 
Where: 
P: interpolation factor. 
D: decimation factor. 
sps: samples per symbol. 
Samp_Rate: system sample rate. 
5.2.2. FILTERING 
Low Pass Filter 
This block is put before the demodulation to eliminate the high frequencies. The 
value of the “Transition Width” determines how close is the filter to ideal 
rectangular filter. Lower values consume more time in the computational process. 
By trial and error, we selected 10 kHz as the value that doesn’t cause the system to 
drop packets. This might need fine tuning in future versions of the design. 










f-3dB: gaussian filter cutoff frequency 
BT: is 0.35 for our design 
R: System Data Rate 
Interpolating FIR Filter: 
This is placed in the modulator to apply the gaussian filter and to interpolate the 
signal to match the samples per symbol factor. 
If uses the function filter.firdes.gaussian which is a build-in GNU Radio function. 
 
5.2.3. NOISE SIMULATION 
The channel is simulated by adding a White noise to the signal before sending it to 
the receiver.  
White noise is generated by a “Noise Source” block in GNU Radio. The value of 
the noise voltage is calculated25 using Equation 5 
 
𝑉𝑁𝑜𝑖𝑠𝑒 =  (√(2 × 𝐵𝑖𝑡𝑠𝑦𝑚 × 10(𝑆𝑁𝑅𝑑𝐵/10))) − 1 
Equation 5 Noise signal voltage wrt SNR value 
where 
VNoise: noise voltage. 
Bitsym: number of bits per symbol. 
SNRdB: signal-to-noise ratio in dB. 
 
SNR value controls the noise voltage amplitude as shown by the Equation 5. SNR 
value is set by the user of the simulation code. 
The signal-to-noise ratio (SNR) is changed to control the value of the noise voltage 
while observing the reception of the signal in the other terminal. Figure 22 shows 




Figure 22 Adding white noise to the signal. 
5.2.4. DATA INPUT AND OUTPUT CODE 
Data are fed into the system using the UDP Message Source block shown in Figure 
6. A separate Python script is written to feed this port with a 245-byte string of data. 
This string is forwarded as the input to the following block. 
 
Figure 23 Data input block. 
The output data is directed to TCP network ports, and the Socket PDU block of 
GNU Radio shown in figure 7 is used for this task. 
                
                            
                            
                                
         
                              
                              
                      
                                 





Figure 24 Data output block. 
 
5.2.5. THE SELECTOR BLOCKS 
The selector block allows the system to choose which one of multiple branches 
input goes to one or multiple outputs. In GNU Radio it is implemented as follows. 
 
Figure 25 Selector block in the satellite trnasceiver 
 
 
Figure 26 Selector block in the ground station trnasceiver 
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5.2.6. SIGNALING AND FEEDBACK CODE 
The signaling code is based on python, in the satellite side the same function that 
sends the data is recalled in a thread, but the data part is so short, only the mode 
name (i.e., 2400GMSK, 4800GMSK or 9600GMSK). 
In the ground station side, the received word is saved in a file. The feedback threads 
check the signaling file, depending on the contents of the file it recalls the sending 
function to send a feedback packet using the most robust mode. 
5.2.7. CODE STRUCTURE 
The system code is composed of four executable Python files and three text files, 
which are used to save the received packets. 
1.The modified GNU Radio code file 
This Python file contains the main functions that execute the GMSK transmitter 
and receiver codes. It initiates the ports and makes the connections. The 
modifications allow it to be run and terminated without opening the GNU Radio 
program. Its parameters, such as the port numbers, data rate, running duration and 
operating frequency, is changed by introducing a “parameter set” function. 
2.Data management functions file: 
This creates the functions to deal with the transmitted and received data. It 
differentiates between the received packet types and save them into the correct files. 
It generates the signaling packets and the feedback replies. 
3.Subsystem control file: 
This is the file that is run when the satellite starts sending. It creates the threads and 
arranges them. It specifies the durations and delays. It controls the overall 
operation, as well as the subsystem and its parameters. 
4.Setting File: 
The code of this file prepares the communication parameters based on the feedback. 
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5.2.8. FULL SYSTEM FLOWGRAPH IN GNU RADIO 
More than 150 items were used from +25 different blocks. 
 
Figure 27 FULL SYSTEM FLOWGRAPH IN GNU RADIO 3.7 
5.2.9. DOPPLER SHIFT CODE 
A program is developed to compensate for doppler shift in the frequency. It can be 
implemented in the Raspberry Pi because it is coded in Python. It will be used to 
simulate an orbiting satellite. Results are compared with two simulation programs 
i.e., Orbitron and HamRadioDeluxe (HRD). 
Deviation in Time is ~1 sec 
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Deviation in freq. is ~30Hz 
 
Figure 28 Results of the developed code 
 




Figure 30 HRD Position Values 
 
 
Figure 31 HRD Frequency Values 
 
5.2.10. TEST CODE  
Using bash script, a testing function is developed. It is used to measure the packet 
rate and the success rate of the system under different channel condition. The 
testing code can access the python function that controls the signal to noise ratio 




CHAPTER 6:  
TESTS MEASUREMENTS AND RESULTS  
This chapter presents the tests carried out to verify and validate the system and their 
achieved results. It shows the system characteristics for evaluation and for 
comparison when designing the space proven board. 
6.1. TESTS AND MEASUREMENTS PERFORMED 
This section shows the different tests performed   
1. Loop tests: this is done to confirm the design’s ability to transmit data, 
receive and save data into files. It confirms that the signaling and the 
feedback mechanism is working.  
2. Air tests: It shows that the system can handle the SDR devices and is 
capable of sending date over the radio frequency link.  
3. Temperature profile tests: these aim to measure the internal temperature of 
Raspberry Pi in different configurations. 
4. Raspberry Pi Power Consumption when it is transmitting and when it is idle.  
5. Packet and Useful data rates tests: Measure the transmission rate of data in 
terms of packets and in terms of desired data. It is used to confirm the speed 
of transmission and to know the deliverable amount of data within certain 
period of time. Based on this information the patch size is selected.  
6. Packet Success Rate vs SNR: Measures the ratio between the transmitted 
packets and the received packets for different values of SNR. 
7. Distance test: Measure the maximum distance in which the messages can 
be transmitted. 
8. Estimate the required Power for Orbital Test. 
9. Overhead measurement: This aims to calculate the percentage of extra bytes 
of data to the whole amount of data transmitted over the RF link. These 
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bytes are sent as headers and footers of AX.25 packets and as signaling 
messages. 
6.2. TESTING SETUP 
1. Loop Tests are done within the Raspberry Pi and in the laptop. GNU Radio 
flowgraph are handling the signal generation and the link between the 
transceivers. External Python code is handling the network ports and the 
data files.  
2. Loop Test in Raspberry Pi 
3. Air Test using LimeSDR mini in the laptop. 
 
Figure 32 Air Test setup in Laptop 




Figure 33 Air test setup in Raspberry Pi 
5. Air Test between different devices.  
 
Figure 34 Air test Setup between Laptop and Raspberry Pi 
6.3. LOOP TESTS 
The data flows between the transmitter and the receiver within the GNU Radio 
Flowgraph. The signals are transmitted internally not through RF link. 





Figure 35 Loop Test Block Diagram 
6.4. AIR TESTS 
The data is carried by RF signal between the transmitter (Tx) and the receiver (Rx). 
This test has two setups. 
1. Tx and Rx are in the same device. 
 
Figure 36 Air Test within one device block diagram 
2. Tx and Rx are in different devices. 
         
                           
                             
                               
              
                            
                   
                                 
        
            
         
                                                                       
                                        
           
        
             
           
        
             
             
                                  
                   
                                   




Figure 37 Air Test between two devices block diagram 
6.5. RASPBERRY PI TEMPERATURE: 
The SoCs have an internal temperature sensor, which software on the GPU polls to 
ensure that temperatures do not exceed a predefined limit; this is 85°C on all 
models. It is possible to set this to a lower value, but not to a higher one. As the 
device approaches the limit, various frequencies and sometimes voltages used on 
the chip (ARM, GPU) are reduced. This reduces the amount of heat generated, 
keeping the temperature under control.26 
6.6. TEST AND MEASUREMENTS RESULTS 
The results achieved from the tests mentioned in the previous section is represented 
here. Interpretation and comments are presented in the next discussion chapter. In 
this section, only the values and the obtained figures are explained. 
Note that the results are obtained for different configurations, the device is either 
the laptop or the Raspberry Pi. The GNU Radio version is either 2.7 or 3.8. The 
Transceiver is one of two, either the satellite side or in the ground station. For each 
result, the testing configuration is mentioned. 
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6.6.1. LOOP TEST IN THE LAPTOP: TX AND RX SIGNALS GNU 
RADIO V3.7 
Figure 38 shows the analuge audio signal that is generated by changing the audio 
tone to represent the zeros and ones of the digital data. Figure 39 shows the received 
signal. 
 
Figure 38 AFSK Transmitted baseband audio signal 
 
Figure 39 AFSK Transmitted baseband audio signal 
These figures show the signal graphs as obtained from the simulation program 
running in the laptop. The graphs differ from each other by the amount of the noise 




Figure 40 Simulation Tx and Rx signals without any added noise 
 
Figure 41 Simulation Tx and Rx signals with SNR=14 
        
      
      
                     
                     
                     
                     




Figure 42 Simulation Tx and Rx signals with SNR=9 
 
Figure 43 Simulation Tx and Rx signals with SNR=5 
                     
                     
     
                     
                     




Figure 44 Simulation Tx and Rx signals with SNR= -3 
 
Figure 45 Simulation Tx and Rx signals with SNR= -6 
                     
                     
      
                     
                     




6.6.2. LOOP TEST IN RASPBERRY PI: TX AND RX SIGNALS 
 
Figure 46 Simulation Tx and Rx signals with SNR=14 
 
Figure 47 Simulation Tx and Rx signals with SNR=9 
  
                     
                     
                           
                     
                     
                     




Figure 48 Simulation Tx and Rx signals with SNR=5 
 
Figure 49 Simulation Tx and Rx signals with SNR= -3 
  
                     
                     
                          
                     
                     
                     
                           




Figure 50 Simulation Tx and Rx signals with SNR= -6 
 
6.6.3. LOOP TEST IN THE LAPTOP: TX AND RX SIGNALS GNU 
RADIO V3.8 
The simulation loop test is repeated for the updated GNU Radio software v3.8, as 
expected, it shows similar graphs. One correction is made to the signal sinks which 
plots the frequency domain. The sampling rate of the sink should match the 




                     
                     
                           


















6.6.4. AIR TEST IN THE LAPTOP, TX AND RX SIGNALS: 
In this test data is transmitted over the air through LimeSDR mini transmitter and 
receiver devices. Figure 55, Figure 56 and Figure 57 shows the signals of the 
transmitters and receivers for GMSK 2400 bps, GMSK 4800 bps, and GMSK 9600 
bps, respectively. 
Each figure contains (4) sub-figures, the top left is the transmitted baseband signal 
that is generated by the GMSK modulator. The sub-figure in the top right, show the 
signal when it is interpolated to be fed to the SDR. 
The bottom right graph consists of the received signal before and after the low pass 
filter (LPF). While the bottom left sub-figure shows the baseband signal after the 
decimation.  
For the air test, the SDR gains are set to 40 and 30 for the transmitter and the 
receiver, respectively. The marker in the spectrum analyzer shows -77dBm. 
 






















Figure 58 below, plots the three signals from the three different data rates of the GMSK in one graph for comparison. 
 
Figure 58 Transmitted signals of GMSK 2400 bps, 4800 bps and 9600 bps combined 
Below is the RF signal as shown by a spectrum analyzer. In Figure 59 and Figure 60, markers appear at 143.95MHz and 144.05MHz 
        
Figure 59  Spectrum analyzer signal of the SDR output Figure 60 Spectrum analyzer result of the SDR output 
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6.6.5. AIR TEST IN THE RASPBERRY PI, TX AND RX SIGNALS: 
The same air tests are repeated for the Raspberry Pi to ensure that the design is working in the SoC. Figure 61, Figure 62 and Figure 63 plots the results 
 











Figure 63 Air test transmitted and received signals of GMSK 9600 bps
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6.6.6. RASPBERRY PI TEMPERATURE MEASUREMENTS: 
This measurment is carried by using a python script to monitor the Core CPU 
temperature of the Raspberry Pi device. The graph in Figure 64 is obtained while 
running a loop test simulation program. The temprature did not raise above 60 °C 
except for very short amount of time. 
 
Figure 64 Temperature of Raspberry Pi running the system simulation 
 
The same code is also monitored the temperature while the device was running air 
tests. Figure 65 show the temperature profile while one transiver program is doing 
an air loop test using two differet LimeSDR mini devices. The core’s temperature 




Figure 65 Temperature of Raspberry Pi running air loop test using one program 
 
Figure 66 show the temperature graph when the Raspberry Pi runs sends and 
receive data using two LimeSDR mini devices that is driven using two software 





Figure 66 Temperature of Raspberry Pi running air loop test using two programs 
 
6.6.7. RASPBERRY PI POWER CONSUMPTION 
Input voltage and current were measured as in  
Figure 68 while the Raspberry Pi is continuously transmitting packets. The 
LimeSDR mini consumption was included in this measurement because it was 
powered by the Raspberry Pi. 
To exclude the SDR power, another dedicated measurement was performed as in  
Figure 69. The system of the satellite side is found consuming (6.61W) when 
transmitting. It consumes (4.42W) when it is idle which means that the SDR device 
is not transmitting. Figure 67 shows the consumption of the Raspberry Pi while it is 




Figure 67 A single Raspberry Pi power consumption measurements 
 
Figure 68 The system power consumption measurements 
 




Table 3 The voltage, current and power measurements of the system items 





Only Raspberry Pi (Measured) 5.22 0.43 2.2446 
RPI with one SDR Transmitting (Measured) 5.24 1.26 6.6024 
SDR Consumption (Measured) 4.65 0.47 2.1855 
Raspberry Pi Consumption (Calculated)  4.4169 
 
6.6.8. TRANSMISSION DURATION FOR DIFFERENT PATCH SIZES 
This test calculates the time needed to transmit packets at different data rates. It was 
performed to select a reasonable number of packets per patch. Table 4 and Figure 
70 show the obtained results. 
Table 4   The time needed to receive data in different patch sizes in the three 
available modes of the design. 
Table 4 Time required to receive different patch sizes 
Packets 
Number 
GMSK9600 (sec.) GMSK4800 (sec.) GMSK2400 (sec.) 
7 1.76 3.33 6.68 
20 5.32 10.63 21.25 
70 19.48 38.96 77.92 
100 27.92 55.83 111.68 
190 53.34 106.67 213.34 
 
The time required to send data to the dedicated port does not depend on the data 
rate as shown in Table 5. 
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Table 5 shows the results for the test measuring the time to transmit 1000 packets 
of data at different data rates. 
Table 5 Time to transmit 1000 packets 
 
 
Figure 70 The system packet rate. 
6.6.9. USEFUL DATA BIT RATE MEASUREMENT 
The data are packetized in AX.25 format, which allows the user to include 256 
bytes of data in each frame. Based on Table 4 and Figure 15, the information 
presented in Table 6 is extracted. 
Table 6 shows the bit rate of the system; this is calculated by multiplying the packet 
rate by the number of bits in the packet. 
Table 6 Information bit rate 
Packets 
Number 
GMSK9600 (sec.) GMSK4800 (sec.) GMSK2400 (sec.) 
1000 5.1 5.1 5.1 
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 GMSK9600 GMSK4800 GMSK2400 
Minimum packet rate (packet/second) 3.56 1.78 0.89 
Information bit rate (bit/s) 6977 3488 1744 
Percentage of the max. data rate (%) 72.68% 72.68% 72.68% 
 
6.6.10. PACKET SUCCESS RATE VS SNR 
The S curve is an expected results for the success rate. The same value of success 
is 3dB apart between successive data rates. 
This test was performed to check the timeout functionality and to plot the packet 
success rate graph of the system. Some of the packets were intentionally dropped 
by a modified code to simulate packet loss. The transmitting and receiving threads 
ended just after the timeout and successfully returned part of the transmission. 
Therefore, the first part of the test confirms that the system will not hang out if 
some or all packets are dropped, and it also confirms that the system correctly saves 
the received portion of data and generates a report of the operation. In cases where 
the lost packets are signaling packets, the ground station will not send feedback for 
the mode of the lost packets, meaning it will not be considered in the next patch. 
This will not affect the communication session.  
The whole patch of data will only be lost in the case of feedback loss, because of 
the data rate mismatch between the two ends of the communication terminal.  
To determine the packet success rate, different values of signal-to-noise ratio (SNR) 
are inputted into the noise source, and for each value (200), packets are transmitted 
at a fixed data rate. The received packets are monitored. This test was performed 
for the avail-able modes of transmission, i.e., 9600 bps GMSK, 4800 bps GMSK 




Figure 71  Packet success rate vs. a fixed signal-to-noise ratio of the system. 
 
6.6.11. SELECTED DATA RATE ACCORDING TO THE SNR 
VALUE 
The system was tested to determine the threshold at which it will make the change 
to the other data rate. The results are shown in Figure 72; 1, 2 and 3 represent 2400 
bps, 4800 bps and 9600 bps, respectively. 
As expected and shown in the success rate curve, the system doubles the data rate 




Figure 72 Selected data rate according to the SNR value. 
 
6.6.12. DISTANCE TEST 
The calculates the maximum distance between the transmitter and receiver which 
allow some packets to be received in one patch duration time. 
Table 7 The maximum communication distance 
 2400 bps 4800 bps 9600 bps 
Max. distance 18 meters 14 meters 8 meters 
 
The spectrum analyzer in Figure 73 measures a 1-meter apart air-transmitted signal 




Figure 73 SDR signal power measurement 
 
6.6.13. LINK BUDGET ESTIMATION 
Table 8 to Table 11 contain the link budget values for an assumed link with 
430MHz and 144MHz representing UHF and VHF bands. The ground stations (GS) 
are assumed to have a gain of 22 dB and 16 dB for UHF and VHF respectively. 
These are typical values for Yagi antennas. For the satellite antenna gain it is set to 




Table 8 UHF uplink Link budget for different elevations 
ELEVATION 
 
10° 15° 20° 30° 60° 80° 
GROUND STATION 
       
Transmit Output Power [W] 10 10 10 10 10 10 
Transmit Output Power [dBm] 40 40 40 40 40 40 
Antenna Gain + Cable Loss [dB] 22 22 22 22 22 22 
EIRP [dBm] 62 62 62 62 62 62 
UPLINK PATH 
       
GS Antenna Pointing Loss [dB] 1 1 1 1 1 1 
Polarization Loss [dB] 2 2 2 2 2 2 
Atmospheric + Ionospheric 
Losses 
[dB] 1.4 1.4 1.4 1.4 1.4 1.4 
Distance wrp to Elevation angle [km] 1441 1176 985 740 457 406 
Path Loss [dB] 148.5 146.7 145.2 142.7 138.5 137.5 
Antenna Pointing Loss [dB] 1 1 1 1 1 1 
Effective Attenuation [dB] 131.9 130.1 128.6 126.1 121.9 120.9 
Power at the satellite [dBm] -91.9 -90.1 -88.6 -86.1 -81.9 -80.9 
SATELLITE 
       
Antenna Gain + Cable Loss [dB] 1 1 1 1 1 1 
Transceiver Received Power [dBm] -90.9 -89.1 -87.6 -85.1 -80.9 -79.9 
Transceiver Sensitivity [dBm] -95 -95 -95 -95 -95 -95 





Table 9 UHF downlink Link budget for different elevations 
ELEVATION 
 
10° 15° 20° 30° 60° 80° 
SATELLITE 
       
Transmit Output Power [W] 2 2 2 2 2 2 
Transmit Output Power [dBm] 33 33 33 33 33 33 
Antenna Gain + Cable Loss [dB] 1 1 1 1 1 1 
EIRP [dBm] 34 34 34 34 34 34 
DOWNLINK PATH 
       
Satellite Antenna Pointing Loss [dB] 1 1 1 1 1 1 
Polarization Loss [dB] 2 2 2 2 2 2 
Atmospheric + Ionospheric Losses [dB] 1.4 1.4 1.4 1.4 1.4 1.4 
Distance wrp to Elevation angle [km] 1441 1176 985 740 457 406 
Path Loss [dB] 148.5 146.7 145.2 142.7 138.5 137.5 
Antenna Pointing Loss [dB] 1 1 1 1 1 1 
Effective Attenuation [dB] 152.9 151.1 149.6 147.1 142.9 141.9 
Power at the ground station [dBm] -119.9 -118.1 -116.6 -114.1 -109.9 -108.9 
GROUND STATION 
       
Antenna Gain + Cable Loss [dB] 20 22 22 22 22 22 
Transceiver Received Power [dBm] -99.9 -96.1 -94.6 -92.1 -87.9 -86.9 
Minimum Received Power [dBm] -95 -95 -95 -95 -95 -95 





Table 10 VHF uplink Link budget for different elevations 
ELEVATION 
 
10° 15° 20° 30° 60° 80° 
HHR 
       
Transmit Output Power [W] 5 5 5 5 5 5 
Transmit Output Power [dBm] 37 37 37 37 37 37 
Antenna Gain [dB] 16 16 16 16 16 16 
Transmission Line Loss [dB] 2 2 2 2 2 2 
EIRP [dBm] 51 51 51 51 51 51 
UPLINK PATH 
       
GS Antenna Pointing Loss [dB] 1 1 1 1 1 1 
Polarization Loss [dB] 2 2 2 2 2 2 
Atmospheric + Ionospheric 
Losses 
[dB] 1.4 1.4 1.4 1.4 1.4 1.4 
Distance wrp to Elevation angle [km] 1441 1176 985 740 457 406 
Path Loss [dB] 138.8 137 135.5 133 128.8 127.8 
Antenna Pointing Loss [dB] 1 1 1 1 1 1 
Effective Attenuation [dB] 130.2 128.4 126.9 124.4 120.2 119.2 
Power at the satellite [dBm] -93.2 -91.4 -89.9 -87.4 -83.2 -82.2 
SATELLITE 
       
Antenna Gain + Cable Loss [dB] 1 1 1 1 1 1 
Transceiver Received Power [dBm] -92.2 -90.4 -88.9 -86.4 -82.2 -81.2 
Minimum Received Power [dBm] -95 -95 -95 -95 -95 -95 





Table 11 VHF downlink Link budget for different elevations 
ELEVATION 
 
10° 15° 20° 30° 60° 80° 
SATELLITE 
       
Transmit Output Power [W] 2 2 2 2 2 2 
Transmit Output Power [dBm] 33 33 33 33 33 33 
Antenna Gain + Cable Loss [dB] 1 1 1 1 1 1 
EIRP [dBm] 34 34 34 34 34 34 
DOWNLINK PATH 
       
Satellite Antenna Pointing Loss [dB] 1 1 1 1 1 1 
Polarization Loss [dB] 2 2 2 2 2 2 
Atmospheric + Ionospheric 
Losses 
[dB] 1.4 1.4 1.4 1.4 1.4 1.4 
Distance wrp to Elevation angle [km] 1441 1176 985 740 457 406 
Path Loss [dB] 138.8 137 135.5 133 128.8 127.8 
Antenna Pointing Loss [dB] 1 1 1 1 1 1 
Effective Attenuation [dB] 143.2 141.4 139.9 137.4 133.2 132.2 
Power at the ground station [dBm] -110.2 -108.4 -106.9 -104.4 -100.2 -99.2 
GROUND STATION 
       
Antenna Gain + Cable Loss [dB] 16 16 16 16 16 16 
Transmission Line Loss [dB] 2 2 2 2 2 2 
Transceiver Received Power [dBm] -94.2 -92.4 -90.9 -88.4 -84.2 -83.2 
Minimum Received Power [dBm] -95 -95 -95 -95 -95 -95 





6.6.14. OVERHEAD CALCULATIONS 
The overhead percentage is determined by the frame overhead and the signaling 
overhead.  
Frame overhead bytes are fixed, except when sending to multiple receivers because 
the callsign part of the frame will increase. However, frame overhead percentage 
increases when using smaller part of the information segment of the frame (The 
maximum is 256 bytes).  
The signaling overhead affects the data patches, this means that with more signaling 
frames the overhead bytes and percentage increase. 
To explore the different options, this test calculated the overhead of 4 options, they 
are only different in the patch size as presented in Table 12. 
 
Table 12 Parameter Definition of The Patch Size Options 
 Options 
Parameter (Unit) A B C D 
Patch Size (Packets) 20 50 70 100 
Data Packet Useful Data (Bytes) 245 245 245 245 
Patch Signaling Overhead (Packets) 18 18 18 18 
Signaling Packet Useful Data (Bytes) 24 24 24 24 
 
In Table 13, the AX.25 frame overhead bytes and percentages are calculated.  
Table 13 One Packet Overhead Calculations 
 Options 
Parameter (Unit) A B C D 
Data Packet size (Bytes) 330 330 330 330 
Signaling Packet Size (Bytes) 98 98 98 98 
Data Packet overhead (Bytes) 85 85 85 85 




Table 14 deals with the signaling overhead, it calculates the data patch overhead 
bytes and percentages. 
Table 14 One Patch Overhead Calculations 
 Options 
Parameter (Unit) A B C D 
Patch Size without the Signaling (Bytes) 6600 16500 23100 33000 
Patch Size with the Signaling (Bytes) 8364 18264 24864 34764 
Patch Overhead from Packet Overhead (Bytes) 1700 4250 5950 8500 
Patch Overhead from Signaling (Bytes) 1764 1764 1764 1764 
Patch Total Overhead (Bytes) 3464 6014 7714 10264 
Patch Overhead from Packet Overhead (%) 20.33 23.27 23.93 24.45 
Patch Overhead from Signaling (%) 21.09 9.66 7.09 5.07 




CHAPTER 7:  
DISCUSSION AND CONCLUTION 
Chapter 7 offers discussions on the results and conclusion of this dissertation. In 
the discussion, possible future research directions and improvements is presented. 
7.1. DISCUSSION ON THE RESULTS 
7.1.1. LOOP TESTS AND AIR TESTS 
From Figure 40 to Figure 50 show the influence of the noise on the transmitted and 
received signals. The noise floor in the transmitted signal changes with the SNR 
value. In the received signal, it changes with both the SNR value and the data rate 
value. 
In the plots of GNU Radio v3.7, the sampling rate were fixed at the transmission 
sampling rate. This resulted in correct graphs with the wrong labelling in x-axis. 
This mistake is corrected in the plots of GNU Radio v3.8. 
The loop tests confirmed the changing in baseband bandwidth with the change in 
the data rate. Doubling the data rates results in two times wider required bandwidth. 
The loop tests also confirmed the ability of the Raspberry Pi to generate and decode 
the signals. 
Figure 55 to Figure 57 show the air tests for the system. With different data rates 
the bandwidth changes proportionally as indicated in the baseband signals. Signals 
to the SDR have the same sampling rate thus its bandwidth doesn’t change with the 
data rate.  
Figure 58 shows the 3 GMSK signals with different data rates. For comparison, 
Figure 74 zoomed in to show a few harmonics of each signal. In the bandwidth, the 
number of harmonics of the 2400 bps signal is twice the number of 4800 bps signal. 
While the 4800 bps harmonics are twice of the 9600 bps.  
In the frequency domain, the harmonics appears every R, where R is the data rate. 
In the frequency domain graphs for the system the data rate is multiplied by 10 
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because we are using 10 samples for symbol. So, the 5th harmonic would appear at 




Figure 74 Close look at the transmitted signals harmonics. 
 
When changing the data rate, the bandwidth of the transmitted signal changes, but 
in the graph the shape of the signal represents the sample rate which is not changed. 
The difference will appear on the demodulator. When the demodulator tries to 
reconstruct the modulated signal, it will only find the one in the transmitted mode. 
In different noise levels we see level difference in the noise floor. This increase 
when lowering the SNR. 
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7.1.2. RASPBERRY PI TEMPERATURE MEASUREMENTS: 
Temperature is chosen to be monitored for more than 20 minutes of operation which 
is more than the maximum communication window duration for LEO satellites. 
These tests are not performed in space simulated environment such as in a vacuum 
chamber. It is just to give idea about how much heat is generated when using 
Raspberry Pi as a transmitter compared with its normal operation temperature. 
When using the simulation loop test, the core CPU’s temperature in Figure 64 
shows heat generation which is lower than when the Raspberry Pi is connected the 
SDR devices. This is due to the extra computational power needed to operate the 
SDR devices and due to the current needed to drive them. The average temperature 
without having SDR device connected is around 60°C. This is considered the 
normal operational temperature. From the Figure 65 and Figure 66, we see that 
there is no difference whether the device is controlling the transceivers from one 
program or two programs. Both are averaging around 75°C. 
The right side of the graphs shows the time needed to cool the CPU to the normal 
operational temperature which is about 5 minutes. 
7.1.3. TRANSMISSION DURATION FOR DIFFERENT PATCH SIZES 
TEST: 
Selecting the patch size is important, as the data rate is not changed while the patch 
is being transmitted. For large patches, the channel condition will change, and this 
might cause packet loss. In our design, we opted for the patch transmission duration 
of the slowest data rate to not exceed 1 min. As the transmission duration test 
showed, one packet needs about 0.29 s, 0.57 s or 1.13 s for 9600 bps GMSK, 4800 
bp GMSK or 2400 bps GMSK, respectively. Therefore, for our system design, the 
patch size was selected to be 70 packets per patch. 
By virtue of the socket buffer, the period required to send 1000 packets to the 
transmitter is not affected by the data rate, as the sent packets are saved in the buffer 
while being modulated and transmitted to a queue. It is important to mention that 
the hardware resources are crucial when implementing the system in embedded 
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systems. The transmission duration test was performed in order give available data 
for comparison when testing the system in the real hardware. 
7.1.4. USEFUL DATA BIT RATE 
The results of the useful data bit rate in Table 6 showed that it was a little below 
the ideal value; given that the AX.25 frame can be 330 bytes, the ideal percentage 
of useful data in this design is 74.24% (=245/330). The maximum ideal value of 
the AX.25 packet is 77.57% (=256/330). Our results in Table 6 deviated by 5% 
from the maximum ideal percentage and 1.6% from the design ideal value. This 
deviation was mainly due the introduced delays and the time between packets being 
received and processed. 
The system minimizes the possibility of losing the feedback by transmitting it in 
the most robust mode. If the satellite cannot receive the uplink, the ground station 
will probably not receive the downlink, because it is common practice to make the 
uplink margin higher than the downlink margin in the link budget design. 
For the packet success rate test, the timeout of reading the packets influences the 
success of the reception. In the first attempts, this delay was set lower than the 
required time, so the test resulted in a high packet loss, even with a strong SNR. 
The test gave the expected results after the timeout delay was adjusted to be 300 
milliseconds   higher than the average time required to receive one packet (10 
milliseconds in the first attempt). The resulting graph was structured as expected. 
As expected, and as shown in Figure 17, the system’s data rate doubles whenever 
the SNR is raised by 3 dB. 
7.1.5. RASPBERRY PI POWER CONSUMPTION 
The SDR device consumes much power that normal radios for AX.25 packet 
communication. This is mainly because of the used FPGA to generate the signals. 
The FPGA alone consumes about 1.5W, while the RF transceiver chip consumes 
about 0.8W27.  
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7.1.6. PACKET SUCCESS RATE VS SNR 
When using a higher data rate, we must either increase the output power, reduce 
the noise, or reduce the range. Advanced satellite communication subsystems are 
in favor of adaptive systems, because in non-adaptive approaches, only the lowest 
data rate can be used. If this new design can achieve a 9600 bps data rate for 30% 
of the communication window’s duration, this will allow the delivery of 90% more 
data than 2400 bps systems, and 30% more than 4800 bps systems. 
7.1.7. DISTANCE TEST 
Without power amplification, the SDR outputs very low power, hence the ranges 
are short. Yet the results are consistent because the slower data rate signals are more 
immune to noise. 
In LimeSDR mini documented test, it outputs (-17.5dBm = 0.0135mW) at 
transmission gain of 40. This is cable test result where the signal is fed to the 
analyzer using coax cable. The test achieved in Figure 73 is much lower in power 
because it is air test where the signal and the spectrum analyzer are 1-meter apart. 
The received signal is still decodable because the sensitivity of the LimeSDR mini 
device is around -95dBm28.  
7.1.8. LINK BUDGET ESTIMATION 
Since SDR should be used in the GS as well, the sensitivity is also -95dBm. This is 
one of the drawbacks of not using the hardware radios. 
From the link budget estimation, the satellite must have high pointing accuracy and 
2W transmission power. This requires an active Attitude Determination and 
Control Subsystem (ADCS).  The transmitted power is higher than what 1U 
CubeSat can afford. So, this design is mainly for small satellites other that 1U 
CubeSats. 
With the findings of the link budget design values, the minimum elevation would 
be 10° for VHF & 20° for UHF. 
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7.1.9. OVERHEAD CALCULATIONS 
The signaling frames adds a burden to the communication system. It should be 
reduced as less as possible. Instead of sending unnecessary controlling bytes these 
resources could be used to send data. The framing overhead is not avoidable, but it 
can be minimized by using the maximum information segment within the frame. In 
this research design, we use 245 bytes of data instead of 256 bytes. The remaining 
11 bytes is left for controlling bytes to be introduced in future improvements of the 
system. In this design where the patch size in 70 bytes, the total overhead is 31.02% 
of the total data sent to the SDR device. The signaling is responsible for only 7.1%, 
the rest are from the frame overhead.   
7.2. KNOW ISSUES 
1. The last packet of the patch is sent in the next patch. It is dropped for the 
last patch of the transmission. Temporarily, this issue is solved by sending 
a dummy packet at the end. But it is not the best solution.  
2. If the feedback packet is not received the next patch could be lost.  
7.3. IMPROVEMENTS 
• Simulate a full window with the doppler effect. 
• Include packets receipt confirmation in the feedback to automatically 
resend the lost packets. 
• Develop new (OOT) modules for GNURADIO. 
• Implement other modulation techniques and other than AX.25 space 
communications protocols. 
• Use power amplifiers to design more accurate link budgets.  
• Develop an automatic detection system for the modulation and the data rate 
in the reception side.   





The outcomes of the research prove the viability and feasibility of developing an 
adaptable system for small satellites using commercial off the shelf components.  
The software design of the system is confirmed working. The research explains the 
concept by creating an open source that is tested in Raspberry Pi platform which is 
already used in small satellites.  The next step is the implementation of the 
subsystem board and testing it in space. Adaptive systems are indeed the future of 
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