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PREMIERE PARTIE: INTRODUCTION 
Une multitude de systèmes d'exploitation sont actuelle-
ment disponibles sur le marché informatique . Ces systèmes 
sont généralement très vastes (parfois plusieurs centaines 
de milliers de bytes) et souvent très complexes, ce qui 
rend leur compréhension difficile pour une seule personne. 
Cependant, il existe un système qui possède la majorité 
des caractéristiques d'un grand système d'exploitation, 
tout en restant abordable par une personne, il s'agit du 
système UNIX. 
C'est cette facilité d'accès et le fait que nous 
disposons d'une machine sur laquelle UNIX peut être 
implémenté, en l'occurence le PDP11/45 de la Faculté de 
Chimie, qui nous ont poussé à implémenter UNIX sur le PDP. 
Malheureusement, la version que l'on possède de UNIX 
n'inclut pas tous les drivers nécessai r es à la conduite 
des périphériques se trouvant à la Fac ulté de Chimie 
(table traçante, écran graphique, lecte u r de cartes) ou 
de certains périphériques que l'on voudrait connecter 
plus tard. 
Le problème de raccordement softwa r e du périphérique 
se pose donc pour UNIX. Sa résolution implique une 
connaissance intime du système et du contrôleur du 
périphérique. 
.10. 
Pour notre part, nous avons effectué un apprentissage 
du système global, en tant qu'utilisateur, po u r ensuite 
étudier plus en détails la partie du système UNIX concer-
nant les entrées-sorties. Toute cette étude nous a permis 
d'acquérir les connaissances nécessaires à l'écriture du 
driver du lecteur de cartes. 
Par après, nous avons remarqué la difficulté d'utiliser 
tel quel le lecteur et nous avons du écrire ·un programme 
utilitaire résolvant ce problème. 
Face à tout ce travail, nous n'avons peut-être pas 
élaboré beaucoup de considérations théoriques sur UNIX, 
mais nous sorrvnes malgré tout parvenus à écrire un système 
UNIX correct, incluant le driver du lecteur de cartes. 
En rédigeant ce travail, nous souhaitons qu'il puisse 
servir de s~llabus de référence pour quelqu'un qui serait 
désireux d'écrire un driver supplémentaire pour le système 
UNIX et q u i pourrait se retrouver confront é aux mêmes 
problèmes que ceux que nous avons rencontrés nous-mêmes. 
Nous espérons également fournir une synthèse des entrées-
sorties, la plus claire et compréhensible qui soit. 
Deuxième partie 
LE SYSTEME D'EXPLOITATION UNIX 
PRESENTATION GENERALE 
.12. 
DEUXIEME PARTIE LE SYSTEME D EXPLOITATION UNIX 
PRESENTATION GENERALE 
2.1. QU'EST-CE QUE UNIX? 
UNIX est le nom donné à un système d'exploitation mis 
au point par les laboratoires de la" Bell company "pour 
une partie de la gamme d'ordinateurs PDP 11 de DEC ( Qigi-
tal ~quipment forporation ) . 
La version qui nous intéresse a é té écrite pour les 
machines numérotées 40,45 ou 70 de PDP 11 
Il s'agit d'un système multi-utilisateur et interactif 
d'o~ sa dénomination de "Time-Sharing" 
Les concepteurs de UNIX poursuivent un but principal;: 
créer un système puissant mais surtout très simple,élégant 
et facile à utiliser . 
Par après, ils purent montrer qu'un système d'exploi~ 
tation puissant et interactif ne demande pas nécessairement 
un investissement important, ~i en équipement, ni en person-
nel pour sa conception . 
·.13. 
La version de UNIX considérée a été écrite dans un lan-
gage de haut niveau : le "C" . Ce langage, bien que très 
évolué, permet d'effectuer de nombreuses opérations pour 
lesquelles on doit g é néralement employer l'assembleur . 
Cela est rendu possible par le fait que le "C '' supporte 
les notions de types et de struct~res, permet t ant de trai-
ter des adresses réelles . 
Unix fournit également des programmes supplémentaires 
au noyau du système proprement dit : des compilateurs ( C, 
Fortran, ) interpréteurs,ndebuggers~ éditeur ... afin 
d'aider l'utilisateur dans son travail 
2.2. OPTIONS FONDAMENTALES 
La conception d'un système d'exploitation suit souvent 
un ou plusieurs guides sur lesquelles viennent se greffer 
les autres concepts d'un O.S. 
Un exemple est un système basé sur une gestion de mé-
moire découpée en partitions . Dans ce cas,c'est la gestion 
de la mémoire qui provoque l'acceptation ou la mise en at-
tente d'un processus, et qui donne une priorité différente 
à un processus plutôt qu'à un autre . 
On voit ici que tous les choix faits dans ce système 
vont dès lors dans le sens d'une optimisation de la place 
mémoire . 
.14. 
Bien entendu,plusieurs critères peuvent être choisis, 
sans pour autant être en contradiction les uns avec les au-
tres 
Dans l'exemple précédent, la maintenance d'un système de 
fichiers évolué ne porte en aucun cas préjudice à l'optimi-
sation de la place mémoire . 
En ce qui concerne le système UNIX, plusieurs options 
fondamentales ont vraisemblablement dû être prises . 
- La gestion des ressources a été basée sur la no-
tion de processus . Tout processus peut être re-
-----------------
connu par le système et entrer en compétition à 
tout moment avec les autres pour les différentes 
ressources. 
- UNIX maintient un système de gestion_de_fichiers_ 
par niveaux ( une , arborescence J et protégés, 
incluant également la notion de fichiers sur 
volume montable . 
- Unix banalise_les_fichiers_et_les_périphériques 
ainsi que les différentes interactions entre 
processus 
-UNIX est un système bien structuré, donc très fa-
cilement reconfigurable et modifiable 
Ces options prises, les créateurs de UNIX écrivirent ce 
système dans le but évident de créer un système simple et 
surtout très facile à employer Il n'est donc pas étonnant 
que l'on ait à sa disposition un JCL bien conçu et complet 
.1 5. 
Voyons plus en détaiis les différen t s points précisés 
plus haut . 
2.2.1. LA GESTION DES PROCESSUS . 
§ -1. Définition_d'un_processus 
Pour UNIX, un processus est l'exécution en ordinateur 
d'une image. 
------
Une image est tout l'environnement de l'exécution d' 
un programme en machine, c'est-à-dire 
une photo de la mémoire du progr~mme qu'il 
·exécute , 
- la valeur des registres généraux, 
- l'état des fichiers ouverts, 
- le directoire de travail 
C'est donc en quelque sorte, l'état courant d'un 
"pseudo-ordinateur" monoprogrammé occ upé à exécuter 
un programme . 
§ -2. ~!!~~~!!~~-~=-!~-~~~~!~=-pour_un 
processus 
Comme UNIX est un système multi-utilisateurs et 
multi-tâches ( un utilisateur peut créer plusieurs processus 
en même temps ), plusieurs processus peuvent réclamer en 
même temps les différentes ressources de l'ordinateur 
-
.16. 
En ce qui concerne la mémoire, si un processus en exé-
cution doit avoir son image en mémoire centrale, par contre, 
un processus en attente d'exécution n'aura son image en mé-
moire que si aucun processus plus prioritaire ne désire en-
trer dans le système . 
Dans ce cas, l'image est placée sur mémoire auxiliaire 
( Swap device ~ ) . 
La mémoire allouée à une image est logiquement divisée 
en trois se_g_ment_s . 
La première partie contient le texte du prograrrvne lui-
même . Ce segment commence à l'adresse virtuelle~ dans la 
zone de mémoire virtuelle allouée à cette image 
Pendant son exécution,cette zone est déclarée "Write-
protect "et peut donc être partagée par plusieurs processus 
exécutant le même programme . 
_ La deuxième partie est le segment de données . Cette 
zone est non-partageable, inscriptible initialisée et sa 
' 
dimension peut êt~e étendue par u n appel-systême . 
La dernière partie est le "Stock" segment . Elle est 
placée en fin de zone virtuelle et sa dimension fluctue de 
la même façon que le pointeur du "Stock hardware "de la 
POP 11 
.17. 
§ -3. Les_primitives_de_UNIX_pour_la_gestion_ 
des processus . 
-------------
UNIX contient un certain nombre de routines qui servent 
à g é rer les processus . Elle permettent de créer,de synchro-
niser,de terminer ... des processus . 
Ces routines de base, appelées primitives du système, 
peuvent être utilisées dans d'autres programmes pouvant 
effectuer des opérations complexes en employant ces quelques 
routines . 
-La création d'un processus 
Un processus peut en créer un nouveau par la simple 
ex ~cution d'un appel système : le FORK . 
Lors d e l'exé cution d'un"fork" dont la forme est 
processid = fork(label) 
le process u s se d é double et ils reprennent chacun leur 
ex é cution de façon ind é pendante 
Chacun possè de logiquement une copie de l'image de la 
mémoire . Le premier processus est appelé "pa r ent" et son 
exécution continue en s é quence après le "fork" 
L'autre processus, l'"enfant" commence son exécution 
à l'adresse spécifi é e par label 
.18. 
Le numéro du processus "enfant" est retourné dans 
l'entier processid et peut être utilisé par le "parent". 
Exemple 
PROCESSUS INITIAL 















Remarque : Les processus "parent "et " enfant "ont 
exactement la même image ( mêmes instructions, mêmes 
fichiers ouverts etc ... ) mais le programme counter est 
positionné à des valeurs différentes dans les deux cas . 
La communication inter-processus 
L'appel système PIPE dont la forme est 
I filep = pipe() 
a pour effet de créer un canal inter-processus, appelé un 
PIPE . 
Ce canal est reconnu, aussi bien par le parent que par l'-
enfant qui a été créé par un appel fork ( de même que tout 
autre fichier d'ailleurs) 
Dès lors, chaque processus peut exécuter des ordres 
READ ou WRITE, en utilisant comme descripteur de fichier, 
celui retourné par l'appel pipe, en l'occurence !!!=~ 
C'est ainsi que des informations peuvent être passées 
d'un processus à un autre et inversément ; 
Le système UNIX gère ce canal en endormant et en réveil-
lant aux moments opportuns les processus qui fournissent ou 
recoivent des informations du canal de données . 
.20. 
Exécution d'un programme à partir d'un 
processus 
L'appel système EXECUTE, dont la forme est: 
execute (file, arg1 , arg2 , n .argn) 
permet à un processus d'exécuter un programme stocké dans 
le fichier nommé file en lui passant une série de paramè-
tres nécessaires à son exécution : arg1 ,arg2, ... argn, au 
lieu de continuer l'exécution de son propre programme 
Il est à noter que la fin de l'exécution du programme 
file provoque la terminaison du processus . 
Il n'y o pas de retour en séquence après l'exécute dans 
le processus qui a lancé cet ordre . 






Etat processus fichier ouvert 
directoire courant 
........ 
L'exécution d'un execute provoque le transfert du 
programme!~~= en lieu et place du code et des données du 
processus qui donne l'ordre execute . Ce code est donc 
détruit . 
. 21 . 
Cependant, l'état du processus et des fichiers ouverts 
et les relations entre processus restent inchangés 
La synchronisation entre processus 
L'appel système WAIT dont la forme est 
p roc es s i d = If✓ AI T 
provoque la mise en attente d'un processus" parent", 
jusqu'à ce qu'un de ses enfants ait terminé son exécution 
Le numéro de ce processus est alors retourné dans l'entier 
processid 
- La terminaison d'un processus 
L'appe1 Exit(status) 
provoque la terminaison d'un processus, détruit son 
image et ferme les fichiers ouverts. 
Il est à noter que le status est disponible au processus 
------
parent (s'il existe ) et qui effectue un WAIT . 
§ -4. Interaction entre les utilisateurs et 
le_système 
Afin de permettre aux utilisateurs d'exécuter certaines 
commandes à partir de leur terminal, UNIX associe à chacun 
d'eux qui se fait connaître au système, un processus : le 
SHELL . 
.22. 
Le Shell lit les lignes envoyées par l'utilisateur, 
les interprè te et provoque l'exécution d'autres programmes, 
suivant l'interprétation faite de la commande reçue . Pour 
ce faire,le Shell utilise les primitives vues précédemment 
(fork, execute, wait) 
Grâce à la souplesse du système de gestion des processus, 
et notamment par la possibilité de synchroniser différents 
processus et de créer des canaux de communication entre eux 
(les pipes), le Shell peut permettre l'utilisation des 
"FILTRES" et du principe du multi-tâches 
Le système des!~!!~~~ permet à l'utilisateur d'envoyer 
une série de commandes séparées par des " 1 ", ce qui pro-
voque l'exécution simultanée des commandes et la création 
de "pipes",de façon que les informations en sortie de la 
ième-~~;;ande servent d'information d'entrée de la 
(i + 1 ) ème . 
~~1 Si on désire lire un fichier sur bande magnétique,lui 
faire subir deux transformations, qui peuvent être faites 
par les programmes transf1 et transf2 et ensuite diriger ce 
fichier vers le spool de l'imprimante; on entrera, par 
exemple, la commande 
l cat /dev/mtrf, transf1 l transf2 lpr 
au lieu de la suite d~ commandes : 
cat /dev/mtr/J > wo'rk1 lire la bande magnétique qui se 
trouve sur le dérouleur n°r/J et 
placer le fichier lu dans le 







> work2 effectuer la première transfor-
mation en prenant comme input le 
fichier work1 et comme output un 
autre fichier de travail : work2 
< work2 > work1 opération similaire à la précé-
dente . work1 contient alors le 
fichier transformé . . Il reste à 
l'imprimer . 
work2 
provoque l'impression du fichier 
work1 en le plaçant dans le 
fichier spool dont le nom sera 
placé dans une file d'attente 
des fichiers à imprimer . 
provoque la supression des fichi-
ers work1 et work2 
Cet exemple montre non seulement que le système des 
filtres facilite le travail de l'utilisateur, mais aussi 
qu'il optimise grandement le fonctionnement de la machine, 
dans le sens que toutes les commandes se déroulent "simulta-
nément" 
On profite donc de tous les avantages de la multi~ 
programmation, même si le travail du système pour gérer ce 
type de commande est assez conséquent . · En· .effet, il doit 
synchroniser l'exécution en endormant et réveillant certai-
nes commandes,selon l'état des canaux de communication entre 
processus . 
.24. 
Le "multi-tâche " c'est donner la possibilité à un 
utilisateur de créer plusieurs processus, qui s'exécuteront 
simultanément, mais sans interférence l es uns avec les 
autres . 
Pour cela, il suffit de faire suivre la commande du 
signe & . A ce moment, UNIX renvoit un numéro de processus 
et est prêt à accepter une autre commande . 
2.2.2. LA GESTION DES FICHIERS . 
§ -1. La_structure_logique_des_fichiers 
UNIX maintient une structure arborescente de fichiers, 
de façon que le système puisse retrouver aisément un fichier 
lorsqu'on lui fournit le nom de celui-ci . 
Le nom d'un fichier ou" pathname" est une suite de 
noms séparés par le caractère " / " (ex: / us r / games/wump) . 
Le dernier nom est le nom du fichier l u i-même, c'est-à-
dire le nom d'une feuille de l'arbre ( \vump) . Les autres 
sont des noms de directoires qui correspondent chacun à un 
























mes dits "drivers" 
et notamment cr.c, 
le driver du lec-
----contient les fichiers servant à 
définir la configuration du sys-
tème et notamment : 
teur de cartes que 
l.s (/usr/sys/conf/1.s) et 
c.c (/usr/sys/conf/c.c) 
nous étudierons plu~---~)Les fichiers qui sont des program-
tard mes-sources pour aider le program-
meur à reconfigurer facilement le 





-Sortes de fichiers : 
UNIX d istin gu e trois sortes de fichiers : les fichiers 
ordinaires, les directoires et les fichiers spéciaux . 
Les fichiers ordinaires sont composés d'une suite de 
-------------------
caractères formant des lignes séparées par le caractère 
"newline" (code octal~ 15) 
UNIX ne considè r e aucune structure particuliè re pour un fi-
chier . Malgré tout, certains d'entre eux possèdent une struc-
ture bien d é finie . Il s'agit des fichiers de sortie del'-
assembleur, du chargeur ou du compilateur (a.out) . Cepen~ 
dont, cette structure est contr6lée par les programmes qui 
les utilisent, non par le systè me UNIX . 
Un directoire est donc un fichier qui sert de noeud 
dans l'arborescence . 
Il contient une série de noms de fichiers lui appartenant, 
auxquels sont associés des pointeurs vers ces fichiers . 
Evi~emment, les fichiers appartenant à un directoire peu-
vent être é galement des directoires . 
Remarque : L'utilisateur peut se positionner à n'impor-
te quel noeud dans l'arborescence. Dès lors, pour nommer un 
fichier, il lui suffit de donner les noms à partir de cet 
endroit dans l'arborescence. 
De plus, au moment où l'utilisateur entre en relation 
avec UNIX, (commande LOGIN), il se voit positionn é à un 
endroit de l'arborescence qu'il a choisi une fois pour 
to.utes. Cet endroit est spécifié dans la table des utili-
sateurs (fichier/ ETC/ PASSWD). 
Exemple: soit le fichier / usr/sys/conf/1.s. 
Si le directoire courant de l'utilisateur (le noeud 
de l'arborescence où il est positionné à ce moment) 
est /usr/sys, le fichier pourra s'appeler conf/1.s. 
Ce nom ne commençant pas par/, on lui adjoindra auto-
matiquement le directoire courant: /usr/sys: 
La troisième sorte de fichier est celle composée 
des fichiers spéciaux. 
.27. 
A chaque périphé rique est associé un fichier spé-
cial. Celui-ci possède un nom de la même structure qu'un 
fichier ordinaire ou qu'un directoire. 
De plus, on peut exécuter un ordre de lecture ou 
d'écriture sur un fichier spécial, exactement comme sur 
un autre, mais cela provoquera l'activation du périphérique 
associé au fichier. 
Les avantages des fichiers spéciaux sont que les 
périphériques ou les fichiers normaux ont la même syntaxe 
de noms, sont lus et écrits de la même façon et que ce 
système permet d'employer la même procédure de protection, 
quel que soit le fichier à protéger. 
§ -2. L'Implémentation_du_système_de_fichiers. 
Le but de ce travail n'est pas de décrire la façon 
dont UNIX a implémenté son système de fichiers. 
Neanmoins, afin de comprendre le fonctionnement des 
entrées-sorties qui seront étudiées dans la partie suivante, 
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il est bon de synthétiser cette implémentation, ainsi que 
le fonctionnement des tables réservées par le système des 
entrées-sorties, afin de pouvoir reconnaître un fichier. 
Sur_chaque_unité comportant un système de fichiers, on 
trouve, en plus des fichiers (ordinaires, directoires ou 
spéciaux), une table décrivant ces fichiers: la table i-list. 
Chaque ligne de cette table est un "file's inode" et con-
tient la description d'un fichier. 
Contenu de l'inode d'un fichier: 
propriétaire du fichier 
bits protection 
adresses sur disque ou bande où se trouve le fichier. 
C'est un ensemble de 8 adresses, soit directes, indi-
rectes ou doublement indirectes, selon la taille du 
fichier (8 blocs, 8 blocs et 8 x 256 blocs, 8 x 256 
x 256 blocs ) 
- dimension (en nombre de caractères). 
- date de la dernière modification. 
nombre de liens du fichier, c'est-à-dire le nombre de 
fois qu'il apparaît dans un directoire. En effet, le 
même fichier peut se trouver dans des directoires 
différents (commande ln). 
- bits indiquant s'il s'agit d'un directoire, d'un 
fichier spécial. 
- bits indiquant s'il s'agit d'un grand ou d'un petit 
fichier. 
Une entrée de directoire contient un nom de fichier et 
un pointeur vers le fichier lui-même. Ce pointeur est un 
entier, appelé i-number et est utilisé lors de l'accès au 
--------
fichier comme index dans la table i-list. 
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De plus, UNIX maintient une série de tables définissant 
l'ensemble des fichiers ouverts dans le système global, mais 
également par processus. 
Lors de l'ordre "open'', une recherche du fichier est 
effectuée sur le disque, par l'intermédiaire des direc-
toires et de la table i-list, jusqu'à ce que l'inode corres-
pondant au fichier soit trouvé. 
Dè~ lors, trois tables du système sont mises à jour: 
- la table~~~~= qui contient une copie des lignes de 
la table i-list correspondante aux fichiers ouverts. 
- la table file qui est une table unique pour tout le 
syst è me et qui contient des "flags" indiquant: 
* le mode ouvert u re du fichier 
* un compteur qui s'incrémente quand un processus 
ouvre ce fichier et qui se décrémente si on le ferme. Ce 
compteur permet de décider quand l'entrée de la table 
peut être supprimée (count = ~). 
* l'"offset" qui indique où le prochain "read" 
ou " write" doit être effectué sur le fichier ~ 
* un pointeur vers l'entrée correspondante de la 
table i-node. 
- la table~=~!!~=• qui est une table réservée pour 
chaque processus. Le seul contenu de cette table est 
une série de pointeurs vers les entrées de la table file 
correspondante aux fichiers ouverts pour ce processus. 
C'est le numéro de ligne de cette table u-ofile qui est 
retourné par l'ordre "~E~!:!" ou "create". 
Le schéma suivant peut donc être établi. 
TABLE HmDE . 
caractéristiques du 
1c 1er 1 
I_ ........... ensemble des fichiers 
J ( ordinaires, directoires 
ou spéciaux ) 
TABLE FILE 
Mode d'ouverture l.__J 
Compteur --------- L__.J 
Offset----------- L___J 
( entrée de la table 
file concernant le 
fichier i ) 
.30 .. 
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On remarquera donc que la recherche des caractéristi-
ques d'un fichier ne se fait qu'une seule fois par l'in-
termédiaire du nom du fichier (à l'open). Par après, le 
descripteur retourné par l'open suffit à identifier ce 
fichier. 
§ -3. La protection des fichiers. 
--------------------------
En ce qui concerne la protection, UNIX associe à 
chacun des fichiers une série de 9 bits servant à définir 
les permissions associées à ce fichier. 
Ces 9 bits forment trois ensembles de trois bits, qui 
sont relatifs à un type d'utilisateur. 
Il s'agit -du propriétaire 
-du groupe auquel le propriétaire appartient 
-d'un utilisateur quelconque. 
A chacun di ces ensembles correspond trois bits, spéci-
fiant la permission de lire, d'écrire ou d'exécuter le fi-
chier. 
Ainsi, le propriétaire d'un fichier peut spécifier 
_(par la commande "chmod") les permissions d'accès au fi-
chier pour lui-même, pour le groupe ou pour les autrss. 
Cependa~t. il ne lui est pas possible de le faire directe-
ment pour une personne particulière et pas pour d'autres. 
Il est à noter que la modification de ces bits n'est 
admise que par le propriétaire d'un fichier ou par le 
"super-utilisateur", qui possède toutes les permissions sur 
tous les fichiers déclarés dans le système. 
. 32. 
2.2.3, UNIX: UN SYST E~E FACILE~ ENT MODI F IABLE ET 
RECONFIGURABLE. 
Il est n é cessaire de bien distinguer dans UNIX le noyau 
du syst~me et ses "utilitaires''. En effet, UNIX est fourni 
sous la forme d'un système de fichiers composé de program-
mes sources, de programmes objets, de simples tables, de 
fichiers de donn é es, ... Il doit exister au moins un fichier 
qui est le noyau d'un système d'exploitation UNIX (exemple: 
/rkunix). Il suffit, dès lors, de charger, puis d'exécuter 
le bloc~ du disque système en donnant le nom du fichier 
éontenant le système d'exploitation. 
En utilisant un système donné, on peut en créer un 
autre. Pour cela, il suffit de suivre les co nseils stipu-
lés dans le fichier /usr/sys/run, afin de compiler les 
programmes né cessaires et, ensuite, de relier et assembler 
les différents modules, afin do créer un nouveau noyau, 
qui pourra également être "bootstrapper". 
Cependant, tous les fichiers n'ont pas servi à la créa-
tion du syst è me et notamment les programmes correspondant 
aux commandes et les utilitaires (exemple: le compilateur, 
l'éditeur, les programmes de maintenance du système, ... ). 
Dès lors, si un arrêt du système et une procédure de 
création sont nécessaires pour créer un nouveau noyau, 
. l'ensemble des commandes et des utilitaires peuvent être 
modifiés sans provoquer d'arrêt dans le fonctionnement du 
système. On peut, par exemple, ajouter une commande qui 
sera comprise par le "shell", modifier un programme de 
test de cohérence d'un système de fichier ou modifier la 
.... 
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table des u tilisateurs sans recompiler le système. 
La reconfiguration: 
Pour cré er un syst è me reconnaissant un certain nombre 
de périphé riques, deux opérations doivent être effectuées. 
Tout d'abord, il faut recréer un système après avoir modi-
fié les fichiers qui d é crivent la configuration. 
Ces fichiers sont: /usr/sys/conf/1.s. 
et /usr/sys/conf/c.c. 
Cependant, le prog ramme /usr/sys/conf/mkconf.c crée ces fi-
chiers; il suffit de lui donner la sorte et le nombre de 
périph é riques d é siré s. 
Ensuite, il faut cré er une série de fichiers spéciaux 
correspondant chacun aux diff é rents périph é riques de la 
configuration. Pour cela, le programme /etc/mkmod doit 
être utili~é . 
Troisième partie: 
LA GESTION DES ENTREES-SORTIES DANS UNIX. 
LE PROBLEME DE L'ECRITURE D'UN DRIVER. 
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TROISIEME PARTIE: LES ENTRE ES-SORTIES DANS UNIX. 
LE PROBLEME DE L'ECRITURE D'UN DRIVER. 
Les entrées-sorties sont une partie de UNIX très 
intéressante, car c'est dans ce chapitre que le système 
est le plus dépendant de la machine et de son environ-
nement. 
Il est donc intéressant de voir comment UNIX essaie 
de ne pas laisser apparaître les limitations dues à cette 
dé pendance ~t comment un ordre logique d'un utilisateur 
peut provoquer l'exécution d'une suite de routines, qui 
aboutissent aux ordres de fonctionnement d'un périphérique. 
Pour cela, nous exposerons le système des entrées-
sorties employé par UNIX, en essayant d'en d é gager une 
structure de fonctionnement géné rale, en partant des 
ordres d'entrées-sorties du niveau programme-utilisateur 
et en analysant le chemin parcouru depuis là, jusqu'à 
l'activation physique d'un périph é rique. 
Enfin, nous essayerons de donner quelques directives 
qui, nous l'espérons, seront utiles pour ceux qui dési~e-
raient écrire un "driver" supplémentaire pour le système 
UNIX. 
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3.1. LES ENTREES~SORTIES DANS UNIX 
3.1 .1. STRUCTURE GENERALE DES ENTREES-SORTI ES 
On entend par syst è me d'entrées-sorties, l'ensemble de 
toutes les routines permettant aux programmeurs d'employer 
dans le0rs programmes des ordres" évolués" qui;gr8ce b 
l'ex6 cution d'un certain nombre de ces routines,provoque-
ront le bon déroulement de l'ordre demandé . 
Ces ordres sont d u type 




char buffer 96 
filedesc = open ( "/dev/lp", 1) 
write (filedesc,buffer,96) 
L'ordre ~e~~ est relatif au fichier sp é cial /dev/lp qui 
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est associé à l'imprimante ; le paramètre 1 stipule que ce 
fichier est ouvert en é criture . Dès lors, tout ordre de 
lecture sera refusé . 
L'appel-système "open" retourne une valeur qu'il place 
dans l'entier filedesc . Cette valeur es t en fait le numéro 
du fichier ouvert pour ce processus . Dès lors, l'unique 
valeur contenue dans filedesc suffira à désigné le fichier 
/dev/lp . En effet, l'ordre~~!!= ne rappellè plus le nom 
du fichier mais bien son numéro contenu dans filedesc . 
Les paramètres de l'ordre write spécifient l'adresse 
-----
début de la zone à imprimer ( buffer ) e t le nombre de carac-
tères à écrire . 
On remarquera que le programmeur ne doit se préoccuper 
ni du problème de la concurrence pour la ressource impriman-
te ni des opérations techniques à effectuer pour l'impression 
d'un fichier ( provoquer un saut de page, envoyer des carac-
tères à l'imprimante au rythme où celle-ci les demande, pro-
voquer le passage à la ligne etc ... ) . 
Unix considère deux classes de périphériques appelés 
"block et character device" 
Les périphériques déclarés '' block devices" sqnt les 
bandes et les disques magnétiques dont l'unité de transfert 
est un bloc de 512 bytes . De plus, les" black device " 
peuvent contenir un système de fichiers montables . 
Comme l'interface de ces périphériques de ces périphé-
riques est très structuré, les "drivers'' correspondants 
,38. 
deviennent donc plus simples de par le partag e de nombreuses 
routines e t d'un ensemble de zones tampons . 
Les'' character devices ", par contre, ont un interface 
beaucoup moins évolué et surtout très différe t pour chaque 
device . Beaucoup plus de choses doivent donc être faites 
par les" drivers'' eux-mimes, les rendant ai nsi beaucoup 
plus comple xes 
Les périphériques sont distingué s par UNIX grâce à un 








Le "major number" sélectionne quel driver traite ce 
périphérique; le "miner number" , par contre, n ' est pas 
uti~isé par le système, mais est passé comme paramètre 
au driver, qui l'utilise pour orienter son action vers 
l'un ou l'autre des périphériques qu'il "conduit''. 
Avant de voir l'enchaînement des routines du systè-
me d'entrées-sorties, voyons un peu les interactions du 
système avec le hardware du PDP 11. 
.39. 
3.1 .2. LES INTERRUPTIONS ET LES APPELS SYSTEMES 
DU POP 11 /40-45. 
§ -1. Le_système_d'interruption. 
Un périphérique demande le contr6le de l .'"unibus", 
c'est, soit pour effectuer un transfert d'informations 
avec la mémoire, sans l'intervention du processeur, soit 
pour interrompre l'exécution d'un programme et forcer 
le processeur à exécuter une instruction se trouvant à 
une adresse spécifiée. 
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Une demande de contrôle de l'"unibus" par un périphéri-
que peut être relative à une des cinq lignes de la figure 
précédente. La plus haute priorité est assig né e au "non-
processor-request" (npr), c'est-à-dire, aux transferts 
avec les mémoires à accès direct qui sont ho norées par le 
processeur entre des cycles d'exécution d'une instruction. 
Les demandes correspondant aux lignes BR7 · jusqu'à BR4 
sont prises en charge par le processeur entre les instruc-
tions. La priorité est fixée de façon hardware pour tous 
les périphériques, excepté pour le processeur où elle est 
programmable. La priorité du processeur peut être modifiée 
en positionnant les bits 7, 6 et 5 du ps (processor status 
register). Ces bits désignent un niveau de priorité qui 
empêche le tra i tement d'une demande de contrôle de l'"uni-
bus" par un périphérique dont la priorité est inférieure 
ou égale à ·la valeur contenue dans ces bits. 
De plus, sur la même ligne de priorité peut être 
co~necté un nombre quelconque de périphériques, dont la 
priorité augmente d'autant plus qu'ils sont reliés plus 
près du processeur. 
La procédure_d'interruption comporte les opérations 
suivantes: 
- Le périphérique envoie une commande d'interruption 
et une adresse dans l'espace virtuel du mode "kernel". 
A cette adresse, on trouve deux mots formant le vecteur 
d'interruption du périphérique. Ces deux mots contiennent 
respectivement l'adresse de la . routine de service du 
périphérique et un nouveau ps pour le processeur. 
- Le processeor sauve son program counter register 
(pc) et son program status register (ps) sur la pile 
"kernel", charge le premier mot du vecteur d'interrup-
tion dans son pc et le second dans son ps. 
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- Le pc du processeur étant chargé avec l'adresse 
début de la routine de service du périphérique, le proces-
seur exécute donc cette routine. 
- A la fin de la routine, on trouvera généralement 
une instruction rti ou rtt (return from interrupt), qui 
provoquera le chargement des deux mots du sommet de la 
pile, respectivement dans le pc et dans le ps du proces-
seur. 
- La routine de gestion de l'interruption peut être 
interrompue par une autre plus prioritaire, dès que les 
nouveaux pc et ps sont chargés. 
§ -2. Les_appels_systèmes:_l'instruction 
:!!:~e:• 
- Toute une série d'événements peuvent causer le saut 
du processeur vers une adresse, fonction de cet événe-
ment. Cette série comprend la panne de secte u r, l'erreur 
d'adressage, l'erreur de parité, ... et l'exécution d'une 
instruction "trop". 
------------------
Dès qu'un tel événement se produit, le processeur 
effectue les mêmes opérations que pour les interruptions. 
Dans le cas qui nous intéresse d'une instruction ''trap", 
le processeur trouve son pc et son ps dans un vecteur 
situé à partir de l'adresse 34 de la mémoire centrale. 
Remarque: on peut trouver en annexe, une copie de 
l'appendice B du "Processor Handbook" du PDP 1 1 /40. 
L'instruction "trop", en elle-mfime, possède un 
paramètre allant de~ à 377 (en octal), permettant de 
spécifier de quel appel système il s'agit. ( exemple 
pour UNIX: read = 3, write = 4). Les autre paramètres 
nécessaires au fonctionnement de l'appel son t placés 
juste après l'instruction. 
exemple: sys write; buffer; nbytes 
- l'instruction sys est synonyme de l'instruction 
"t rap". 
- cette instruction sera traduite en mémoire de 
la façon suivante: 
1 0001 001 0 0 0 0 0 1 0 0 
1 0 4 4 0 4 
.42. 
4 n° appel 
sys t ème write 
adresse début de la zone buffer 
nombre de bytes à écrire 
.43. 
3.1 .3. LES INTERRUPTIONS DU POINT DE VUE SOFTWARE. 
Nous avons vu, que pour exécuter la routine de service 
de l'interruption, le processeur chargeait son pc et son ps 
grâce aux informations trouvées dans un vecteur d'interrup-
tion dont l'adresse lui est fournie lors de l'interruption. 
Analysons le fichier /usr/sys/conf/1.s .. ou les diffé-
rents vecteurs d'interruption sont d é finis. (Ce fichier 
se trouve en annexe du travail à la page 12 2 ) 
Ce fichier est, en fait, un programme écrit en assem-
bleur, qui sera assemblé et lié avec les autres programmes 
de UNIX. 
Le but du programme est de d é crire les vecteurs d'inter-
ruption et de "trop" dans le bas de la mémoire et de faire 
démarrer l'exécution des différentes routines de traitement 
de -1' interruption. 
Afin d'y voir plus clair, analysons le cas d'une inter-
ruption_lancée_par_le_lecteur_de_ruban_perforé. 
L'interruption est accompagnée de l'adresse du vecteur 
d'interruption, en l'occurence 70. 
A l'adresse 70, on trouve 
pcin; br4 
pcin est une adresse d é finie dans le programme. Cette 
adresse est alors chargée dans le pc du , processeur. 
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De plus, le ps est chargé avec la valeur br4, qui est 
définie par l'instruction (équivalente à un "equate") 
br4 = 2cfr/J 
Le ps devient donc 
---0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 
On . remarquera que les bits 7, 6 et 5 de ceps sont 
positionnés à (100)2, c'est-à-dire 4, qui représente 
donc la priorité affectée au processus. 
Dès lors, le processeur se branche à l'adresse "pcin" 
avec la priorité 4. 
A cette adresse, on trouve 
pcin; jsr r~, coll; -lpint. 
Cette instruction "jump to subroutine" provoque le sauve-
tage du registre~ sur la pile, le chargement dans r~ de 
l'àdresse de l'instruction suivante et le chargement dans 
le pc (program counter) de l'adresse de la routine à exé-
cuter ( cal 1) . 
Dans ce cas, cette instruction provoque le branchement vers 
la routine coll, le registre~ pointant vers le mot conte-
nant -lpint, qui est l'adresse de la routine de traitement 
de l'interruption. 
La routine coll: 
Après avoir sauvé les informations nécessaires pour le 
retour et le passage des paramètres à une routine écrite 
en C ( ps, reg1 , ... ) , la routine cal 1 provoque l'appel de la 
routine dont l'adresse est contenue dans le registre~ • . . 
c'est-à-dire la routine lpint. 
.45. 
La_routine_lpint: 
lpint est une des routines du ''driver" de l'impriman-
te. Elle a pour but de reconnaître de q uelle interruption 
il s'agit en analysant le mot d'état de l'imprimante situé 
à l'adresse ~777514 et, dès lors, d'effectuer une série 
d'actions en relation avec d'autres routines du driver. 
(voir fichier /usr/sys/dmr/lp.c). 
Remarque: lorsque les interruptions de plusieurs péri-
phériq~es sont gérées par la même routine, le numéro du 
périphérique doit être passé comme paramètre à cette rou-
tine. Pour ce faire, le ps est chargé, n on seulement avec 
la priorité du processeur, mais aussi avec le numéro du 
périphérique qui s'inscrit dans les bits réservés au code 
condition du ps (bits 3 à~). 
La routine coll décode ceps et passe le numéro du 
périphérique comme paramètre à la routine du driver. 
3.1 .4. LES APPELS SYSTEMES DU POINT DE VUE SOFTWARE. 
Une instruction "sys'' contient logiquement trois infor-
mations: 
il s'agit d'un appel système 
- cet appel système est d'un type bien particulier 
il concerne un périphérique .donné 
De même, les routines qui sont exéc utées lors d'un appel 
système peuvent être rassemblées en trois groupes distincts: 
.46. 
- celles communes à tous les appels systèmes 
- celles spécifiques à un type d'appels systèmes, mais 
exécutées quel que soit le périphérique concerné 
- celles spécifiques à un type d'appels systèmes et à 
un périphérique particulier. 
L'ensemble des routines pour un périphérique donné forme 
le "driver" de ce périphérique. 





* * * 
routines de type 1 
RAD 
* * * 
Cl SE 
* * * 
.46.BIS 
(*): routines de type 3: routines du driver correspondant 
à l'appel système et au périphérique spécifiés dans l'ins-
truction "sys". 
§ -1. Partie_commune_à_tous_les_appels 











Nous avons déjà vu que, lors d'un appel système, le 
processeur charge le mot d'adresse 34 dans son pc et le 
mot d'adresse 36 dans son ps. 
A l'adresse 34 définie dans le fichier /usr/sys/conf/1.s, 
on trouve 
trop br7 + 6 
Le processeur se branche donc à l'adress~ trop avec 
une priorité égale à 7 et les bits du code condition posi-
tionné à 6, afin de pouvoir reconnaître s'il s'agit d'un 
"trop" du type "system entry". 
L'adresse trop se trouve dans le fichier m45.s. 
Après avoir exécuté cert~ines opérations concernant la 
gestion de la mémoire, le processeur exé cute l'instruction 
jsr r(/) , c a 111 - -trop 
L'exécution de cette instruction provoquera 
- le sauvetage du registre~ sur la pile 
- le transfert dans r~ de l'adresse du mot suivant 
le jsr (le r~ pointe donc vers le mot contenant l'adresse 
de la routine -trop). 
le branchement à la routine spécifi é e par le deuxi-
ème opérande: soit call1 . . 
La routine call1 
La sous-routine ca111 ·, sauve sur la pile les différen-
tes informations nécessaires à l'appel de la routine trop 
et au passage des paramètres et appelle cette routine 
grâce à l'instruction 
jsr pc ,*(rçb)+ 
La procédure trop (dev,sp,r1 ,nps,ro,pc,ps) 
-----------------
.48. 
La procédure trop est écrite en Cet peut être trou-
vée dans le fichier /usr/sys/ken/trap.c. 
Les arguments de cette procédure sont les mots sauvés 
sur la pile "kernel" par le hardware et le software, pen-
dant la prise en charge du trop. Leur séquence est définie 
par le hardware et les détails de la séquence d'appel des 
procédures en C. 
Une instruction "switch" guide le traitement selon la 
valeur du paramètre "dev'' (nom donné au paramètre corres-
pondant aux bits du code condition du ps). 
I . . ' ' •d ,. 6 ' t ' cl, nous r.ous 1nteressons au cas ou ~ = , c es '-a-
dire lorsqu'il s'agit d'un trop de type "system entry". 
L'instruction ccllp = & sysent fui word (pc-2) & 077 
place dans la zone callp l'adresse d'une ligne du tableau 
sysent, qui contient l'adresse de la routine de gestion de 
l'appel système (read, write, opeA, close, seek, ... ). 
Le tableau sysent est défini dans le fichier sysent.c, 
comme étant un tableau à une dimension et est redéfini dans 
trap.c comme un tableau de structure composée de deux entiers. 
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Voyons donc l'effet de cette instruction qui montre 
bien comment, en C, on peut écrire de façon très compacte 
pc-2 pointe vers l'instruction sys elle-même, 
puisque pc est le paramètre qui correspond 
au PC sauvé par le hardware lors de l'ins-
truction sys. Il pointait alors vers l'ins-
truction suivant le sys. 
fuiword (pc-2) Comme la routine fuiword() permet de 
prendre un mot dans un espace mémoire réservé 
à un ùtilisateur à l'adresse donnée par l'ar-
gument, fuiword (pc-2) fournit, dès lors, le 
code de l'instruction, qui après une opéra-
tion and (&) avec la valeur ~77 fournit le 
numéro de l'appel système (bits~ à 5 de 
l'instruction sys). 
L'instruction se résume dès lors à: 
callp = &sysent (numéro de l'ap~el système) 
callp contiendra donc bien l'adresse de la ligne du 
tableau sysent spécifiée par le numéro de l'appel système 
contenu dans l'instruction sys. 
Après avoir exécuté cette instruction, le processeur 
-initialise l'indicateur d'erreur u.u-error à~ 
-garnit le tableau u.u_arg [ J avec les paramètres se 
trouvant juste après l'appel système. 
-incrémente le pc sur la pile de façon qu'au retour, 
on reprenne l'exécution juste après la liste des 
.50. 
paramètres de l'appel système. 
-appelle la routine trop 1 avec, comme argument, 
l'adresse de la routine système qu'il faut appeler. 
(cette adresse est fournie par le deuxième entier de 
la ligne du tableau sysent pointée pour callp.) 
Au retour, on teste l'indicateur d'erreur u.u : errer. 
S'il est) fi; et < 1~, on positionne le bit/) du ps se 
trouvant sur la pile et on retourne u.u error via le 
registre~-
La_routine_trap_1 (adresse) 
La routine trop 1 a pour but principal, d'appeler la 
routine dont elle a reçu l'adresse comme paramètre. 
§ -2. Partie_propre_à_un_type_d'appels 
· Toutes les routines que l'on a vues précédemment, étaient 
communes à tous les appels systèmes. Elles servaient, en 
quelque sorta, à prendre en charge l'appel système, le 
décoder, préparer ses paramètres et sauver les informa-
tions nécessaires au retour, avant d'appeler une routine 
spécialisée pour le traitement d'un appel système donné. 
Généralement, les routines composant cette deuxième 
partie correspondent au schéma suivant 
X ( ) 
xi( 
yx() 
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routine du driver 
du périphérique y 
prévue pour traiter 
l'appel-système x 
Le grand nombre d'appels systèmes nous empêche de passer 
en revue l'ensemble des routines composant cette deuxième 
partie, bien qu'elles soient généralement très courtes. 
Voyons quelles sont les op é rations effectuées à 
partir de l'appel des routines read() et write() par call1 
Les routines read() et 1A1 rite() ·ont à effectuer des opéra-
tions similaires et peuvent, dès lors, partag er une grande 
partie du code. 
C'est pourquoi, les appels systèmes provoquent tous deux 
l'appel de la routine rdwr. 
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La_routine_rdwr() a pour but de 
- convertir l'identification du fichier dans le pro-
grarrrne utilisateur en un pointeur dans la table "file", 
dont l'entrée correspondant au fichier a été créée par 
l'appel système open. 
- positionner des valeurs standards dans la structure 
u (voir fichier /usr/sys/user.h en annexe). Les variables 
u.u base, u.u count et u.u_segflg sont positionnées avec 
les paramètres respectifs, soit u.u arg [.oJ> u·.u_arg [I]et (/). 
- appeler readi ou writei, selon le cas. 
- au retour, mettre à jour l'"offset" du fichier et 
positionner la valeur retournée au programme utilisateur 
avec le nombre de caractères qui ont été transférés. 
Les routines readi() et writei() ont comme fonction 
d'orienter le traitement vers la routine du driver corres-
pondante. Trois informations sont nécessaires à ces routines 
pour trouver l'adresse de la routine du driver à appeler, 
grâce à la consultation du fichier /usr/sys/conf/c.c (voir 
en _annexe) . 
Ces informations sont: 
- il s'agit d'un périphérique "block" ou "character". 
- le "major numBer device". 
le type d • appe 1 système ( read, wr i te, seek, ... ) . 
Le fait qu'il s'agisse d'un périphérique "block" ou 
"character" permet de sélectionner l'une des deux tables 
définies dans /usr/sys/conf/c.c. 
Le "major number device" sélectionne la ligne corres-
pondante de la table. 
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Le type d'appel système spécifie la colonne à consi-
dérer. On peut, dès lors, appeler la routine du driver 
dont l'adrPsse a été trouvée de cette manière. 
§ -3. Les routines du driver. 
Un "driver" est donc un ensemble de routines, dont le 
but est d'exécuter les opérations relatives à un appel 
système et qui sont propres à un périphériq0e donné. 
exemple: placer un caractère dans le buffer de l'im-
primante est une opération qui sera effectuée par la 
routine lpoutput du driver de l'imprimante. 
Les différents "driver" se trouvent tous dans le 
directoire /usr/sys/dmr. 
Les informations qu'une routine d'un driver possède 
sont les arguments de l'instruction "sys", qui ont été 
placés dans des entiers de la structure u (u.u base, 
u. u count, ... ) . 
Grâce à ces informations, les routines du driver 
doivent provoquer le fonctionnement du périphérique 
qu'elles "conduisent". Pour ce faire, elles doivent 
gérer des variables internes (buffer, switch, ... ), 
mais elles ont surtout comme but de positionner 
correctement les registres de commandes du périphérique. 
Ces registres de commandes sont situés dans le haut 
de la mémoire (voir lïste en annexe). Ils sont généra-
lement composés d'un mot d'état du périphérique et d'un 
ou plusieurs buffers, où les caractères sont, soit 
placés pour envoyer au périphérique, soit reçus du 
périphérique selon qu'il s'agit d'une opération de 
lecture ou d'écriture. 
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Les registres de command8l sont modifiés, non seule-
ment par les routines du driver, mais aussi par le péri-
phérique lui-même. 
3.2. LES PROBLEMES RELATIFS A L'ECRITURE D'UN DRIVER. 
3,2.1. LES DIFFERENTS PROBLEMES QUE L'ON PEUT 
RENCONTRER. 
- On a vu que les différents paramètres des appels 
systèmes sont stockés dans des zones connues en mémoire 
(par exemple: u.u base, u.u count, ... ). 
Les problèmes rencontrés lors de l'écriture d'une 
routine de driver sont généralement de quatre ordres: 
1. l'activation des différents organes du périphé-
rique. 
2. la bufférisation des informations, en vue de faire 
le lien entre le buffer de l'utilisateur et celui du 
périphérique, en tenant compte des valeurs des paramètres 
de l'appel système. 
3. la synchronisation des différentes routines du 
driver. 
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4. la d é tection de "zones critiques" dans le dérou-
lement d'une routine. 
§ -1. L'activation des différents organes 
- - -
du périphérique. 
Ici, le problème est de dégager la structure de 
fonctionnement du périphérique concerné. Po u r cela, on 
n'a à sa disposition que la description des registre s de 
command~ du périphérique qui sont adressables comme s'il 
s'agissait de mots situés dans le haut de la mémoire. 
Généralement, un de ces registres est le "status" 
du périph é ~ique. Il est compos é de 16 bits, q ui ont 
chacun leur signification propre. Il est n é cessaire, non 
seulement de comprendre la signification de chacun de ces 
bits, mais aussi de voir leur influence possible sur la 
valeur d'autres bits du status et sur le comportement du 
périphérique, selon qu'un autre bit est positionné ou 
non. 
Il s'agit certainement ici du problème le plus diffi-
cile à surmonter lorsqu'on écrit un driver, et cela pour 
plusieurs raisons: 
- on n'a à sa dispos i tion qu'une description du status 
et rarement la logique de fonctionnement d u périphérique. 
- la documentation relative aux périphériques n'est pas 
toujours suffisante pour pouvoir dégager une structure de 
fonctionnement gl6bal du périph é rique, complète et sans 
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ambiguîté. 
- il est très malaisé de tester correctement le 
comportement du périphérique en fonction d'une valeur 
donnée du "status'', car le moment o~ les différents bits 
sont positionnés dépend de l'occurence d'un événement. 
Cette occurence étant très aléatoire (fin de la lecture 
d'une carte, moment o~ l'on appuie sur la to u che "return" 
d'une télétype). 
§ -2. La bufférisation des informations. 
Consid6rons un périphérique ''character". L'ordre de' 
lecture ou d'écriture dans un programme utilisateur compor-
te deux paramètres, qui stipulent l'adresse début d'une 
zone ~t le ~ombre de caractères de cette zone. Celle-ci 
est destinée à recevoir les informations du driver dans 
le cas d'un ordre "read", ou de les fournir à celui-ci 
lors d'un ordre "write". 
Cependant, le périphérique ne peut traiter qu'un 
seul caractère à la fois. Dès lors, le driver devra 
effectuer la gestion des différents caractères en inter-
action avec le buffer de l'utilisateur et faire en sorte de 
retourner au programme le nombre de ·caractères réellement 
lus ou écrits . 
§ -3. La_synchronisation_des_différentes 
routines du driver. 
Un driver est composé de plusieurs routines. Celles-
ci doivent pouvoir se synchroniser, c'est-à-dire s'endor-
mir ou s'éveiller, selon qu'un événement s'est produit ou 
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qu'une autre routine arrive à la fin de son travail ou non. 
De nombreuses routines de gestion d'un périphérique 
sont en relation avec d'autres, et, notamment, avec celle 
qui gère les interruptions de ce périphérique. 
Par exemple, on rencontre souvent le cas d'une routine 
de lecture qui transfère des caractères à partir d'une file 
d'attente vers le buffer utilisateur et qui, lorsque cette 
file devient trop petite, lance la lecture physique d'un 
caractère et s'endort. 
D'autre part, la routine d'interruption est activée 
lorsque le caractère a été lu. Elle place ce caractère 
dans la file d'attente et relance une lecture physique 
et cela, jusqu'à ce que la file atteigne une longueur 
suffisante. 
A ce moment, la routine d'interruption ne lance plus de 
nouvelles lectures, mais réveille la routine de lecture 
qui recommence à transférer les caractères lus vers le 
buffer utilisateur. 
§ -4. La_détection_de_"zones_critiques"_dans 
le déroulement d'une routine. 
Lors de l'exécution d'une routine, il est parfois 
indispansable q~e l'on ait la certitude que l'exécution ne 
sera pas interrompue par une autre routine de priocité 
donnée. 
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Dès lors, il est nécessaire de modifier la priorité du 
processeur pendant l'exécution de ces zones, dites "criti-
ques", et, par la suite, de ramener cette priorité à sa va-
leur initiale afin de na pas gêner l'exécution d'autres 
routines, comme celles des interruptions, par exemple, qui 
doivent parfois recevoir le processeur dans un laps de temps 
assez limité. 
3.2.2. LES OUTILS ~1IS A NOTRE DISPOSITION POUR 
ECRIRE UN DRIVER. 
Un grand nombre des problèmes explicités plus haut 
peuvent être résolus en employant une série de routines 
de UNIX, qui ont pour but d'aider le programmeur dans son 
travail. Ces routines sont: passe, cpass, wakeup, sleep, 
spli, getc, pute, ... 
§ -1. Les_routines_passc(c)_et_cpass(). 
Les routines passe et cpass travaillent sur le buffer 
utilisateur, dont l'adresse est donnée par u.u base. 
Elles ont pour but, soit de prendre le caractère 
suivant dans le buffer utilisateur (cpass), soit de 
placer un caractère dans ce buffer (passc(c)), de mettre à 
jour u.u_count et de renvoyer la valeur -1, lorsque toute 
la zone utilisateur a é té traitée. Cpass retourne également 
le caractère lu dans le buffer utilisateur. 
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Ces deux routines peuvent être trouvées d ans le fichier 
/usr/sys/ken/subr.c (voir annexe). 
Grâce à passc(c) et cpass(~le programmeur ne doit ni 
mettre à jour u .. u_ count, ni _acc é der 1 u i-même à une zone 
réservée par un utilisateur. 
§ - 2 . Les_routines_getc()_et_putc(). 
S'il le d é sire, le programme u r peut utiliser une file 
d'attente g é rée de façon FIFO par les routines getc et pute. 
Pour ce faire, le programmeur doit réserver dans son program-
me une structure qui servira d'entête de file d'attente. 
Cette struct u re est composée de trois entiers: un compteur 
de caractères, l'adresse d u premier caractère et l'adresse 
du dernier caractère. 
Les files d'attente sont composées d'une série de blocs 
chaînés entre eux: chaque bloc pouvant contenir 6 caractères. 
Il existe une chaîne de blocs libres (cfreelist) pour les 
di~férentes ~iles d'attente et, quand c'est nécessaire, un 
bloc est prélevé dans la liste et chaîné aux autres blocs 
de la file demandeuse d'emplacements. 
La routine getc prend donc un caractère dans la file 
indiquée par le paramètre, qui est l'adresse de l'entête de 
la file d'attente. La routine renvoie le caractère prélevé 
dans la file, excepté si le compteur de caractères est nul. 
Dans ce cas, elle renvoie la valeur -1, De plus, si possi-
ble, elle libère un bloc en le rattachant à la chaîne des 
blocs libres (cfreelist). 
Putc(c,& ... ) a pour but de placer le caractère c dans 
la file spécifiée par le second paramètre, d'allouer un 
nouveau bloc pour la file, si le dernier s'avère rempli, 
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d'initialiser une file d'attente dans le cas où une file est 
vide (lors de l'exécution du premier pute relatif à une en-
tête). 
Ces deux routines peuvent être trouvées dans le fichier 
/usr/sys/conf/m45.s. 
L'utilité de ces routines est évidente. Elles permettent 
au programmeur de synchroniser ses routines d'une façon plus 
optimale: une routine place des caractères dans la file 
d'attente, une autre puise dans cette file. On remarque donc 
le parallélisme dans l'exécution des différentes routines. 
Néanmoins, le programme utilisant ces routines devra 
tester l'état de la file (nombre de caractères de cette 
file) et, dans certains cas, prendre des décisions, comme 
celle d'endormir ou de réveiller une autre routine. 
§ -3. Les_routines_sleep()_et_wakeup(). 
Ces deux routines permettent de synchroniser l'exécu-
tion de processus. Un processus appelle la routine sleep 
(id, pri). Cet appel endort le processus, jusqu'à ce qu'une 
autre routine appelle le wakeup avec un paramètre dont la 
valeur est la même que celle du paramètre id, spécifié 
lors de l'appel sleep. 
Le paramètre .P!:.i donne la priorité avec laquelle le 
·processus sera placé dans la file d'attente lors du pro-
chain wakeup. 
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§ -4. Les routines spli (). 
---------------- --
Les routines spl~, spl1, spl4, spl5, spl6 et spl7 ont 
pour but de positionner la priorité du processeur à la va-
leur~. 1, 4, 5, 6 ou 7, selon la routine qui est appelée. 
Ces routines sont d'ailleurs très courtes: deux ou trois 
instructions assembleur. On peut consulter ces routines en 
lisant le fichier m45.s (voir annexe). 
Quatrième partie: 
UN EXEMPLE: L'ECRITURE D'UN DRIVER POUR UN 
LECTEUR DE CARTES. 
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QUATRIEME PARTIE: UN EXEMPLE: L'ECRITURE D'UN RIVER POUR 
UN LECT EUR DE CARTES. 
Un driver est donc un fichier composé de · différentes 
routines et de déclarations de variables globales à ces . 
routines. 
Le travail d'écriture d'un driver comprend généralement 
q uatre parties 
- ~crire le driver lui-m6me 
- recompiler le système en y incluant le driver 
- tester le système incluant le driver 
- écrire un ou plusieurs programmes utilitaires qui 
aideront à se servir plus aisément du périphérique. 
Voyons donc les différents problèmes qui se posent lors 
de l'écriture d'un driver pour le lecteur de cartes CR11 de 
DEC (Digital Equipment Corporation). 
4.1. LE LECTEUR DE CARTES CR11. 
Une copie des pages relatives au lecteur de cartes CR11 
dans le "Peripheral Handbook" de DEC peut 6tre trouvée en 
annexe. 
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Cependant, quelques commentaires sur les registres de 
communications du lecteur de cartes sont nécessaires pour la 
compréhension de la suite de l'exposé. Ces registres sont 
au nombre de trois: 
- le registre "status" 
- le registre "buffer" non compressé 
le registre "buffer" compress é . 
Les registres "buffer" sont destinés à r ·ecevoir les 
caractères en provenance du lecteur de cartes. 
Chaque caractère lu peut ~tre utilisé à partir d'un des 
deux buffers au choix. Seul le mode de représentation du 
caractère change. 
Le registre "non compress6" représente un caractère par 
ses douze bits de poids faible. Chaque bit indique si un 
trou a été ·perforé dans la ligne correspondante de la carte. 
Le registre "compressé" . représente un caractère par ses 
huit bits de poids faible. Ces bits sont positionnés selon 
le tableau suivant: 
BIT ZONE .( 1 tgne) de la carte 





2-1 -r/J 000 si zone 1-7 
001 si zone 1 
010 si zone 2 
011 si zone 3 
100 S1 zone 4 
101 si zone 5 
110 si zone 6 
1 1 1 si zone 7 
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Le registre d'état (status) du lecteur de cartes est 
composé de seize bits, ayant chacun leur signification 
propre. Quatre de ces bits provoquent le lancement d'une 
demande d'interruption. Ces bits sont ceux numérotés 15, 
14, 7 et 10. 
~~-~~~-~~: errer: ce bit est positionné lorsqu'une 
erreur se produit. Plusieurs types d'erreurs 
peuvent se produire et ce bit est position-
né en m6me temps qu'un autr~ qui spécifie 
de quel type d'erreur il s'agit . Ces bits 
sont au nombre de quatre . 
Le bit 13: (Hopper check ) est " ON " 
lorsqu'il n'y a plus de cartes dans le lec-
teur ou s'il y en a trop à la sortie . 
Le bit 12: (Motion check) nous averti qu' 
.......... 
une erreur s'est déroulée lors de la lec- · ~ 
ture d'une carte 
Le bit 11: ; (Timing Errer) sera position-
né chaque fois que l'on n'accèdera pas à 
un caractère lu avant l'arrivée du caractè-
re suivant. 
Le bit 8: (Reader ready status) qui est 
positionné lorsque le lecteur est en posi-
tion off-line. Pousser le bouton" stop" 
provoquera donc la mise" off-line" du 
lecteur et le positionnement des bits 8 
et 15 . 
le bit 14 (Card done): indique la fin de la lecture 
---------
d'une carte. 
- le bit 7 (Column done): indique qu'un caractère est 
--------
pr6t dans les registres buffer. 
-_le_bit_10 (Reader to on line): est positionné quand 
le lecteur est on-line. 
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Les bits 6 et~ sont également importants. On position-
ne le bit 6 afin de permettre aux bits 15, 14, 7 et 10 de 
provoquer une demande d'interruption. Le bit~ sera mis à 
1 lorsque l'on désirera initialiser la lecture d'une carte. 
4.2. LES DIFFERENTS APPELS SYSTEMES. 
Lorsque : 1 ' on veut écrire un driver , i 1 faut décider 
quels appels systèmes seront traités par ce driver et 
quels sont ceux qui ne le s eront pas. 
Ici, il paraît assez évident que, seuls les appels "open", 
"read" et "close" sont intéressants; on ne voit pas très bien 
quelles seraient les opérations à effectuer pour gérer un 
autre appel système comme "write", par exemple . 
. Notez que certains appels systèmes pourraient être 
implémentés. Par exemple, l'appel "seek" pourrait provo-
quer la lecture d'un certain nombre de cartes sur les-
quelles aucun traitement ne serait effectué, cependant le 
temps mécanique de lecture ne serait pas ga g né. De plus, 
rares sont les programmes qui utiliseraient cet appel sys-
tème. 
4.3. LE DRIVER DU LECTEUR DE CARTES. 
Le driver du lecteur de cartes est composé: 
- de lignes interprétées par un précompilateur de C 
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- de la déclaration de différentes zones d e mémoires 
globales à toutes les routines du driver. 





4.3.1. LES "INCLUDE" ET LES "DEFINE" 
Le premier caractère du fichier, seul sur la première 
ligne, définit le caractère de contrôle pour un précompila-
teur du langag e · C. lei, ce caractère est =# 
Dès lors, toutes les lignes du driver commençant par# 
sont interprétées par le précompilateur. 
· Ce précompilateur admet les instructions "define" et 
"include". Par exemple, l'instruction "define ZERO ~" 
provoquera le remplacement de chaque "ZERO" rencontré dans 
le programme par le littéral~- De cette façon, des valeurs 
constantes employées dans certaines routines peuvent être 
appelées par un nom plus expressif, et la modification d'une 
seule instruction "define" suffira pour corriger un ensem-
ble d'instructions. 
L'instruction "include" suivie d'un nom de fichier, 
provoque l'insertion du fichier nommé dans le programme. 
De ce fait, une zone déclarée dans un fichier pourra être 
employée dans le driver, en y incluant ce fichier par une 
.68. 
instruction "include". 
Dans notre cas, 21 lignes seront interprétées par le 
précompi lateur de "c" . Ces 21 1 igne s sont: 
u l hJ C L U O t. 1' • ~ I P A R A M • t1 '' 
# l N CL U 11 t:. " • • / r,: () N F , ti '' 
# 1 tll CL U IJ f:. " •• / USER , h " 
i1 lJ f. F I N r Ch:A()DR liH 7 7 H, v' 
#DEI" l t~ f:. IH:./\ U ~1 
1/DEI- JNt F.JF.C f L1?. 
#UE.r J NI-: ! D 1 A K l f. 1~ 1 vl l:l 
#üt.Fli~I:. Dlnlt: ~2 V,iJ 
#L)f.f- 1 Nt. Rl:tl!J Y ~' 4 0 vJ 
~llt:f J'.NI::. E! U 8 Y 0 1 IH.H~ 
#LlU-tNE ONI.. li~( ri 2 lh) C'.I 
# OE:f-INE TI Ml Nt; c1 Lm vi vl 
#DEFINE MuT iüt ~ 1 vH)01.1 
1,1L)E.fI NE HUPPEk (~ 2 l·l C) Pl ~-J 
#DU l N~ CIHJNE n LI M o c.rn 
#UEl-lNt F'HR[Jf~ r-i 1 vi v.HH.' 
~Pt:1-INE CLUSl:li (~ 
#üEFlNE \iU\lî .I NG t 
llUU· lf',lr. Rt:. Al) I NG ;> 
rl!JEf- l l'IF. !: UF '3 
tHJEf T NE C~PR I 31tl 
On remarquera ici que l'on inclue les fichiers .. /param.H, 
. . /con f . H , . . / use r , H , c ' es t - à-d i r e : /us r / s y s / p a r am . H 
/usr/sys/conf,H 
/usr/sys/user.H 
puisque le driver aura le nom /usr/sys/dmr/cr.c et que le 
directoire courant du programmeur lors de la compilation 
sera /usr/sys/dmr (si ce n'est pas le cas, une erreur surgi-
ra lors de la précompilation), et que . spécifie le direc-
toire parent du directoire courant, soit /usr/sys · 
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define CRA0DR r/)77716O. 
r/)77716O est l'adresse début du vecteur de communication du 
lecteur de cartes. 
Vient ensuite, une série de 12 instructions "define" 
qui définissent des constantes, qui sont telles que seul 
un bit est positionné à 1 . Ces constantes serviront de 
masque lors d'opérations logiques avec le status. Selon 
le numéro d'ordre du bit positionné, la conslante au~ 
nom identique à celui donné par DEC au bit correspondant 
du status. 
exemple: define TIMING rjJ4c/XMJ 
' (/J r/) r/) r/) 1 r/J r/) r/) ' r/) r/) r/) r/) (/J (/J r/) r/) 
bit n° 15 11 r/J 
Le bit 11 est positionné _. Le bit 11 · du status du 
lecteur de cartes est "on" lorsqu'il y a un "TIMING ERROR". 
On définit, par la suite, 4 valeurs que prendra un 
indicateur (crstate), qui définira la situation du lecteur 
de cartes. Ces situations sont les suivantes: 
- le lecteur de cartes peut être fermé (CLOSED), c~est-
à-dire qu'aucun programme re l'utilise et qu'il est libre. 
- il peut être en attente (WAITING), c'est-à-dire qu'il 
est ouvert, mais que la pr.emière carte n'a pas encore été 
lue. Nous verrons plus tard l'utilité de cette situation. 
- il peut être en lecture (READING), c'est-à-dire 
qu'il est ouvert et qu'au moins une carte a été lue. 
- s'il est dans l'état fin de fichier (EOF), cela 
signifie qu'une erreur a été détectée et donc que le 
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cycle de lecture se termine. En effet, seule une erreur 
peut forcer le driver lui-même à arrêter son exécution. 
La fin de fichier devra être détectée par le programme 
utilisateur. 
define CRPRI 3~ définit la priorité avec laquelle 
un processus endormi sera placé dans la file des proces-
sus en attente d'exécution. 
4.3.2. L~ DECLARATION DES VARIABLES, DES TABLEAUX 
ET DES STRUCTURES. 
Char array (256] déclare un tableau array de 256 caractè-
res dont les valeurs sont données en octal . 
Ce tableau servira à traduire le code compressé reçu du 
lecteur de cartes en code ASCII. Tous les caractères 
inconnus dans le code ASCII recevront une valeur de ~377, 
valeur non reprise dans la liste des caractères ASCII. 
Char Buffer [s1J déclare un tableau buffer destiné à 
recevoir les informations provenant de la lecture d'une 
carte. 
L'entier I sert d'indice dans le vecteur buffer. 
On définit ensuite une structure composée de trois 
entiers: 
- CRSR (çard reader êtatus register) 
- CRNCBR (~ard reader ~on ~ompressed Euffer register) 
- CRCBR (card reader ~ompressed buffer register) 
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Cette structure sera appliquée aux registres de commu-
nications du lecteur de-cartes, qui se trouvent à l'adresse 
CRADDR. cr11 .crsr• CRADDR pointe donc vers le 
registre d'état du lecteur de cartes. 
L'entier crstate recevra les différentes valeurs 
définissant la situation du lecteur de cartes (CLOSED, 
WAITING, READING, EOF). 
4.3.3. LES ROUTINES DU DRIVER. 







Afin de comprend~e le fonctionnement de ces routines, 
la démarche suivante sera employée. Voyons donc d'abord 
les opérations que doivent effectuer chacune de ces rou-
tines. Ensuite, nous pourrons les analyser plus en détails, 
afin de voir de quelle façon ces opérations peuvent être 
programmées. Cependant, comme l'interaction entre ces 
différentes routines est importante, il sera important 
d'expliciter le fonctionnement global du driver. 
§ -1. Les_routines_en_général. 
Cropen() est appelée lors d'un appel système open ' ou 
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le fichier /dev/cr a été spécifié. Cette routine a pour 
but de tester si le lecteur de cartes est déjà occupé 
par un programme utilisateur ou non. 
Dans le cas où il est déjà occupé, il doit prévenir le 
programme sinon, la lecture d'une carte sera initialisée. 
- crint(): 
-------
La routine crint() est appelée lorsqu'une interrup-
tion en provenance du lecteur de cartes est prise en charge 
par le processeur. 
Crint() doit, par analyse de certains bits du "status" 
reconnaître de quel type d'interruption il s'agit afin de 
prendre les mesures nécessaires au traitement de ce type 
d'interruption. 
Quatre types d'interruption différents peuvent surve-
nir à partir d' u n lecteur de cartes cr11: 
1. une colonne de la carte a été lue et le caractère 
est disponible dans le buffer. 
2. une carte vient d'être lue complètement. 
3. une erreur survient lors de la lecture d'une carte. 
4. le lecteur de cartes passe de l'état "off-line" à 
l'état ''on-line", il s'agit de l'interruption "TRANSITION-
TO-ON-LINE". 
Dans le premier cas, le caractère doit être sauvé afin 
que le buffer soit libre pour la réception du caractère 
suivant. 
Si une carte a été complètement lue, il faut réveiller 
la routine crread() qui a lancé cette lecture et qui s'est 
endormie en atte8dant qu'elle l'accomplisse. S'il s'agit de 
la lecture de la première carte, c'est la routine cropen() 
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qu'il faudra réveiller afin qu'elle puisse terminer son, 
exécution. 
Lorsqu' u ne erreur survient, un message doit être en-
voyé et l'état du lecteur de cartes doit être positionné 
à EŒ. 
S'il s'agit d'une interruption "TRANSITION-TO-ON-
LINE", on devra réveiller la routine crinput. qui s'était 
peut-être endormie parce que le lecteur de cartes ne 




La routine crread(), appelée lors d'un appel _système 
READ relatif au lecteur de cartes, a pour but de fournir 
des caractè~es au pro ~ramme utilisateur lorsque celui-ci 
en demande. Lorsqu•elle n'a plus 'de caractères à sa dis-
position, elle doit lancer une nouvelle lecture, afin de 
recevoir de nouveaux caractères. Cette lecture devra se 
faire en appelant la routine crinput(). 
N.B.: après avoir lancé la lecture, elle devra s'endormir 
an attendant la fin de la lecture: elle sera réveillée 
par crint() ~ 
- crclose(): 
Crclose(), appelée lors d'un appel système CLOSE, 
placera le lecteur de cartes dans la situation libre 
(CLOSED) afin de permettre à un autre programme de se 
servir du lecteur de cartes. 
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- crinput(): 
Crinput() est une routine qui doit provoquer la lec ~ 
ture d'une carte si le lecteur est prêt. Si il ne l'est 
pas, cette routine devra s'endormir et sera réveillée 
par crinput() lors d'une interruption "TRANSITION-TO-ON-
LINE". 
On remarquera que, lorsque le driver décide de lire 
une carte, il essaiera de lire cette carte j'usqu'à ce que 
la lecture soit terminée. Si la lecture est rendue impos- -
sible du fait que le lecteur n'est pas prêt ( plus de carte, 
"off-line'', en panne, ... ), le driver patientera j ·usqu'à 
ce que cette lecture devienne possible. 
routines du driver. 
c l os e 
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Enfait, la routine crread ( ) fournit des caractères 
à la demande a u programme utilisate u r et il le fait à 
partir d'un ensemble de caractères qu'il a reç u à par-
tir de la lecture d'une carte. Quand cet ensemb le est 
vide et que des caractères sont encore demand é s, une 
nouvelle lecture est initialisé e. 
Ce syst è me se synchronise grâce à crint(), qui r é veil-
le les autres routines qui se sont endormies. e n attente 
d'un événement. 
§ -3. Description_des_routines_du_prog ramme_cr.c. 
- cropen ( ): 
CRüf-lt.Nl) 
f 
lf(CRSTATE != CL~Sfü) 
+ 
u , u- ERRO~: E~XIO 
1-:f: Tu RN; 
• 
I : v.l ; 
CRSTATt : WA! l lNG ~ 
r. HA Un I'{ .. > Cf-<51~ : .1.1::. NA lll. l:: 
CRlNPLJT () ; 
SLEtP(&CHS T~T( , CRPRI) 
; 
Dans le cas où le lecteur de c o~t~ s n'est pas libre, 
(CLOSED), on positionne l'indicate u r u .u_e rror à la valeur 
ENXIO, définie dans le fichier user.h. De cette façon, la 
valeur -1 sera retournée par l'appel open au programme 
utilisateur et un message "CANNOT CREATE /dev/cr" s'impri-
mera à la console qui est à la sortie standard du pro-
gramme qui a lancé l'open . 
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Il faut remarquer que CLOSED signifie~- De ce fait, 
lors du premier open du lecteur de cartes après le lan-
cement du système, l'indicateur cr11 .crstate sera posi-
tionné automatiquement à CLOSED puisque le compilateur 
C initialise à~ toutes les zones d é claré es. Par après, 
cet indicateur sera maintenu par le driver lui-même. 
1 = ~: cette assinnation initialise l'indice 1 du 
vecteur buffer. C'est dans ce vecteur que l'on placera 
les caractères provenant de la lecture d'une carte. 
cr11 .crstate = WAITING: ainsi, le lecteur de 
cartes se trouve dans la situation WAITING: le fichier 
est ouvert, mais la première carte n'a pas encore été 
lue. 
CRADDR..-. crsr = IENABLE: grâce à cette instruc-
tion, on initialise les bits du "status" à~. excepté 
le bit 6, c'est-à-dire, que l'on se déclare prêt à 
accepter les interruptions en provenance du lecteur de 
cartes. 
Crinput(): on verra plus tard, que, de toute façon, 
au retour de cette routine, la lecture d'une carte sera 
initialisée. C'est donc la routine open() qui provoque 
la lecture de la première carte. 
Sleep (&cr11 .crstate, CRPRI): on s'endord après 
avoir lancé la lecture d'une carte, de façon que l'on 
ne rende la main au prograrrvne utilisateur, que lorsque 
la lecture de la carte est terminée. En effet, c'est 





,-ili!LEll > t1 V1 ) 
't 
I f ( C: R ::i T 1, Tt = = 1:: D F ) 
Rl TUtH,i 
I = VI ; 
CRINPUT l) ; 
SLtLP(&UUFFtR , CRPHI) 
t 
Y : BU ~f-l"E.K (J. ++) 
Y :: & VJ 37 7 ; 
+ 
w til L f: ( P A S S C ( A ~ k A Y ( Yl ) > :; 0 ) 
• 
La routine crread() est composée d'une instruction 
do 
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while (passc(array (Y])=~); ce qui signifie 
exécuter les instructions comprises entre le do et le 
while, exécuter l'appel de la routine passe() avec 
array[y]comme paramètre et, si cet appel retourne une 
valeur négative, terminer l'exé c ution de la routine, 
sinon recommencer le traitement. 
L'entier y, qui est déclaré comme variable locale à 
la routine, contiendra le caractère suivant. Il sera 
envoyé dans le buffer utilisateur, grâce à la routine 
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passe(), après avoir subi une traduction en donnant comme 
parametre à passe(), non pas l'entier y, mais le caractère 
situé à l'adresse array[y]. 
La table array est une table de 256 caractères, dont 
les valeurs sont telles que le ième caractè re de la table 
contient une valeur dont la signification dans le code 
ASCII est la même que celle dei dans le code carte com-
pressé. 
Les instructions comprises entre do et while doivent 
don~ positionner y avec la valeur du caract è re suivant. 
Les instructions sont: 
while ( I > 80) 






y= buffer [y++]: 
y = & ,çi)377; 
Tant que l'indice I ne devient pas supérieur à 80, y est 
positionné avec le caractère suivant du buf f er: y= buffer 
[y+-+]et l'indice I est incrémenté. 
N.B.: lors de l'assignation d'un caractère (buffer(yJ) - ~ 
dans un entier (y), lorsque le bit de poids fort du carac-
tère (dont la longueur est de 1 byte) est positionné, les 
8 bits de poids fort de l'entier seront également posi-
tionnés. 
buffer[I] 
~ y = 111111111 r/)r/)r/)11 çtlçtl 
Ainsi, seuls les caractères dont la voleur était 
inférieure à 128 étaient pris en charge correctement. 
L'instruction.y=& .0377 trouve donc ainsi sa justifi-
cation. 
80. 
Reste donc à analyser le cas où I est supérieur à 
while(I ~80) 
{ 
if(crstate == EOF) 
return; 




Il s'agit donc du cas où des caractères doivent 
encore être envoyés au programme utilisateur, mais où 
le vecteur a été exploité complètement. 
Si le vecteur est dans la situation EOF ( si 
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une erreur est survenue lors d'une lecture)Jon termine 
l'exécution de crread(), alors que tous les caractères 
transmis au programme utilisateur. Le nombre de carac-
tères transmis sera retourné de toute façon à ce pro-
gramme, qui pourra se rendre compte de cette situation. 
Comme on a besoin de nouveaux caractères, on va 
relancer une lecture. Pour cela, on réinitialise 
l'indice I et on appelle crinput(). On peut, dès lors, 
s'endormir en attendant que la lecture se termine. 
Lorsque l'on sera réveillé, on reprendra l'exécution 
de l'instruction while; le test I ~80 sera de nouveau 
effectué. Si la lecture s'est bien déroulée, le test 
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sera faux et on pourra positionner y; sinon, dans le cas 
d'une erreur de lecture, le test sera vrai, ainsi que le 
test crstate = EOF et on terminera l'exécution du crread. 
IF(C~AOU~ -> r~S~&OONE) 
of 
~Ur ~ E M ( l l : C k A 1) lh< .. > C ~ r. Li R 
l++ ; 
R l ll IR ~J ; 
• 
lf (1,, . rq)l)R ->L RSk(',C{lnNU 
f 
Jt-(LRSThTl :: WAIT!NG ) 
f 
C~<Sl~TE: HE h D!rH; ; 
WhKtU~ ( ~CHSTA1E) ; 
~ 
HLJ~ t-î;k (>.,):: ~J 65 i 
I : 11 ; 
~iAKtUP l &R UrFEh'); 
Rt. TUHN 
• 
l F ( (.; H A [) 0 R - > !~ R S R li. : IH< ü 10 
~ 
IFlCRAr0R•>CH5R&( M0 1J ON ¼ TIMING)) 
f 
u,u...,ERRDR = El O 
CRSTf1lF. :: F.:OF ; 
• 
C R A L'i U R ,. > C R S " ::: & l l l 1 1 1 ; 
RETUR N 
, 
wAKE.LIP ( ~1 } 
,. 
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On distingue l es 4 types d'interruptions possibles. 
Si le bit DONE est positionné, c'est qu'un caractère 
a été lu et que l'on doit transférer ce caractère contenu 
dans le buffer du lecteur de cartes dans le vecteur buffer 
du driver. Cela est fait par les instructions: 
buf fer [rJ = CRADDR • crcbr; 
I++; 
Si le bit CDONE est positionné, c'est qu'une carte 
a été lue, et que le vecteur buffer contient tous les 
caractères de cette carte. 
Dans le cas où il s'agit de la fin de la lecture de 
la première carte, c'est-à-dire, si l'indicateur crstate 
est positionné à WAITING, on réveille la routine cropen 
et on positionne l'indicateur à READING. 
Dans tous les cas, 
- on ajoute un caractère à ceux lus sur la carte. La 
valeur de ce caractère est ~65. De cette façon, lorsqu'il 
sera traduit grâce à la table array, il deviendra le 
caractère NEWLINE du code ASCII. Ainsi, lorsque l'on 
analysera le fichier résultant de la lecture d'une carte, 
on remarquera l'image de cartes séparées par des caractères 
NEWLINE ( ~12) . 
- on réinitialise l'indice i et on réveille la routine 
crread. Remarquons que, dans le cas du traitement de la fin 
de la lecture de la première carte, l'appel de wakeup( &cr11) 
sera sans effet, puisque crread n'aura pas encore été 
e~écutée et n'a donc pas appelé la routine sleep. 
Si le bit ERROR est positionné, c'est donc qu'une 
erreur s'est produite lors de la lecture d'une carte. 
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Ces erreurs peuvent avo±r des causes très différentes 
(TIMING ERROR, MOTION ERROR, HOPPER CHECK, ... ), cependant, 
seuls les cas irrémédiables seront traités par crint(). 
Il s'agit des TIMING et des MOTION erreurs. Dans ces cas, 
on positionne l'indicateur u . u error à EIO, ce qui 
provoquera l'impression d'un message et on place le lec~ 
teur dans la situation EOF . Dans les autres cas, ces 
erreurs seront détectées lors du lancement d'une lecture 
par le fait que le lecteur s'avère off-line. Dans tous les 
cas, on repositionnera le bit 15 du status (bit ERROR) à 
~. de façon à pouvoir continuer à travailler. 
Si les bits DONE, CDONE et ERROR sont simultanément 
nuls, c'est donc qu'il s'agit d'une interruption 






IF ( (C !-.' t1 l)(iR •>C RSH /1, k E Allr) •• D ) 
i 
C KA 1) U f-: • > C R SR + + ; 
CHA UDR •> CR Sk = & 0 17~777 
SLfE P Od , CrlPR l) ; 
,. 
- crclose ( ): 
CRCL, 0, E t ) 
t 
CRSTATE = CLU~~O ; 
~ 
r.RI PU 1 () 
't 
l~ t 11 L f: ( j ) 
~ 
X f ( ( Cf{ >1 l. DR .. > C 1-< S k ~ Il f. A IJ Y ) : :: yl ) 
f 
C k A D ü k .. > C R S 1( + + : 
C f< A 1; ll k .. > CRS k = & 0 1 7 ':J 7 7 7 
SLEt.P 0:.1 , CkPl'<l ) 
• 
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Il suffit de positionner l'indicateur cr11-crstate à 
la valeur CLOSED, de façon à rendre le lecteur libre pour 
d'autres utilisateurs. 
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4.3.4. REMARQUES CONCERNANT L'ECRITURE DU DRIVER 
CR.C. 
§ -1. L'emploi_des_files_d'attente. 
Afin de gérer les caractères, le driver utilise un 
vecteur de 81 caractères (buffer) et un indice (i), alors 
que la notion de file d'attente peut être utilisée dans 
UNIX par l'emploi de routines getc() et pute(). 
Dès lors, pourquoi ne pas utiliser cette facilité? 
Si on analyse le texte des routines pute() et getc(), on 
remarque des instructions spl5(), avec comme commentaire: 
on appelle .la routine sp15(), de façon à élever la 
priorité du processus à 5, ce qui est supérieur aux 
priorités d'interruption de tous les périphériques 
"character". 
En effet, tous les périphériques "character" reconnus 
par UNIX, avaient une priorité d'interruption égale à 4. 
Malheureusement, le lecteur de cartes est de priorité 
6, ce qui interdit l'emploi des routines gate() et pute(). 
La bufférisation des caractères provenant de la lecture 
d'une carte doit donc être effectuée par le driver lui-
même. 
Cependant, un système de bufférisation plus complexe 
aurait pu être implémenté, de façon à permettre la lecture 
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d'une carte, en même temps que l'on utilise les caractères 
de cartes lues précédemment. 
Pour cela, une zone mémoire plus grande aurait été 
nécessaire, les routines auraient dû être plus complexes 
et plus vastes; le problème des zones critiques se serait 
compliqué 
Pour toutes ces raisons, nous avons pensd que ce n'était 
pas nécessaire, d'autant plus que la performance du lecteur 
de cartes dans le contexte d'un système time-sharing n'est 
pas primordiale et que cette bufférisation plus complexe 
n'aurait pas provoqué un comportement très différent du 
lecteur, celui-ci étant surtout freiné par le temps 
mécanique de lecture. 
§ -2. La longueur d'un enregistrement. 
- - -
On remarquera également qu~, malgré la notion de 
groupe de 80 caractères dans une carte, l'utilisateur 
peut demander la lecture d'un nombre quelconque de 
caractères à partir du lecteur de cartes. 
exemple: read (filedescp, zone, 17) 
Logiquement, nous aurions dû écrire le driver, 
de manière que, dans ce cas, après 17 caractères 
vienne s'insérer un caractère NEWLINE. 
Cependant, si cette optique avait été choisie, 
les commandes cat, cp, mv, ... de UNIX n'auraient pu 
être employées, puisqu'elles considèrent un bloc de 
512 caractères comme unité de transfert. 
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Dès lors, le caractère NEWLINE ne serait apparu qu'après 
512 caractères et, lors de l'impression sur un terminal ou 
sur une imprimante, de nombreux caractères auraient été 
perdus. 
Pour ces raisons, l'utilisateur peut écrire un ordre 
read avec le nombre de caractères qu'il désire, mais le 
fichier résultant d'une série de lectures sera toujours 
composé d'ensembles de 80 caractères, séparés par des 
NEWLINE; seul le nombre de caractères envoyés à la fois 
au programme dépendra du nombre spécifié dans l'ordre read. 
§ -3. Problèmes pratiques. 
-------------------
Le problème le plus . important réside dans l'utilisa-
tion pratique du lecteur de cartes. Dans le système 
actuel, un utilisateur possédant une console dans son 
bureau et qui désire lire un fichier se trouvant sur 
carte, doit effectuer plusieurs opérations. Il doit se 
rendre en salle machine et placer son paquet de cartes 
dans le lecteur. Il doit aussi se faire connaître à une 
console et demander l'exécution d'un programme de lecture 
de ses cartes. 
Plusieurs problèmes se posent: 
1. entre l'instant où le paquet de cartes est déposé 
dans le lecteur et le moment où le travail est terminé, 
le lecteur de cartes est rendu indisponible pour d'autres 
utilisateurs. Il faut remarquer que, généralement, ce 
temps est allongé, non pas par le temps de lecture des 
cartes, mais bien par le déplacement de l'util i sateur et 
son travail à la console. 
2. le prograrrme de lecture doit gérer lui-même le 
problème de la fin du fichier. En effet, aucune notion 
de fin de f ichier n'est associée aux cartes perforées. 
Nous avons pensé assimiler la fin du fichier au fait 
qu'il n'y avait plus de cartes dans le lecteur, mais 
que se passera-t-il pour un fichier qui ne peut être 
placé entièrement dans le lecteur 1de cartes? 
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3. de même que pour le lecteur de cartes, la console 
employée par l'utilisateur reste également inutilisée 
pendant le temps de déplacement de celui-ci. 
Afin de résoudre tous ces problèmes, la solution 
suivante a été adoptée. 
Nous avons écrit un programme en C: spool . c. 
Ce programme s'exécute lors du chargement du système 
et n'a normalement aucune fin. Il a pour but de lire 
les cartes placées dans le lecteur et de créer des 
fichiers en fonction de cartes spéciales de commande, 
et cela, sans intervention d'un utilisateur. 
Ainsi, un utilisateur désireux de lire un fichier-
carte, entoure ce fichier de deux cartes commandes, 
place ce paquet dans le lecteur et presse le bouton 
RESET. Les cartes 9eront lues et un fichier-disque sera 
créé. Le nom de ce fichier sera fonction des paramètres 
donnés par les cartes commandes. Il est donc connu par 
l'utilisateur. 
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4.4. LE PROGRAMME SPOOL.C. 
4.4.1. LE TRAVAIL EFFECTUE PAR SPOOL.C. 
Spool.c lit les cartes. Lorsqu'il rencontre une carte 
FILE correcte, il ouvre un fichier-disque dont le nom est 
/usr/cr/propri.name, propri et~ étant les paramètres 
de la carte FILE. Il continue alors a lire, en écrivant 
les informations lues dans le fichier ouvert. La rencontre 
d'une carte END provoque la fermeture du fichier, et, dès 
lors, on ignorera toutes les cartes jusqu'à la carte FILE 
suivante. 
Notez qu'il n'est pas grave d'oublier sa carte END, 
à condition que l'utilisateur suivant n'ait pas oublié 
sa carte FILE. 
4.4.2. LES CARTES CŒ1MANDES: FILE ET END. 
Chaque fichier-carte doit être précédé d'une carte 
FILE, dont la description est: 
1 FILE PROPRI NAME 
un ou plusieurs blancs. 
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La carte F ILE est composée de q uatre zones séparées par 
plusieurs blancs. 
1. 1 est u n caractère perforé en colonne 1, inconnu du 
code ASCII. Pour le créer, on peut employer la touche 
"multi~punch" du perforateur de cartes et frapper plusieurs 
caractères dans la colonne 1 . 
2 . FILE: u ne carte commençant par un carac t ère inconnu 
et comportant ensuite le mot FILE, est considé rée comme 
carte début d'un fichier et elle possède deux paramètres, 
les zones 3 et 4. 
3. PROPRI : cette zone contient le nom d u propriétaire 
du fichier. Cependant, a ucun contrôle ne sera f ait entre 
ce nom et la liste des utilisateurs. Il s'agit donc, en 
fait, d'un nom qui empêchera de confondre de u x fichiers 
d'utilisateurs différents, qui ont reçu le même nom. On 
conseille donc à l'utilisateur de frapper son nom dans cette 
zone, ainsi, aucune ambiguîté n'est possible. 
4. NAME: est le nom du fichier-carte de l'utilisateur 
nommé par PROPRI. 
N.B.: les zones 3 et 4 peuvent avoir plus de huit 
caractères chacune. 





un ou plusieurs blancs. 
Cette carte sert à empêcher que les cartes d'un autre 
utilisateur, qui a oublié sa carte F ILE et qui place ses 
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cartes après les nôtres, ne soient considérées comme fai-
sant partie de notre fichier. 
4.4.3. DESCRIPTION DU PROGRAMME SPOOL.C. 
Le texte de spool.c peut être consulté en annexe. 
§ -1. La_définition_des_variables_globales 
et des constantes. 
MP est une constante dont les bits sont tous positionnés 
à 1. C'est avec cette valeur que sera effectué le test qui 
décidera si un caractère est inconnu ou non. 
BEG, END et ERROR sont trois valeurs que prendra l'en-
tier CARTE lors de l'analyse d'une carte spéciale (commen-
çant par un caractère inconnu), selon que cette analyse 
déèidera qu'il s'agit d'une carte FILE, d'une carte END 
ou d'une carte erronée. 
a=>ENED et CLOSED sont les valeurs que prendra l'indica-
teur FIL5 . 
On déclare ensuite une série d'entier s . 
File est un entier qui vaut 1 (a=>ENED), si on a ouvert 
un fichier-disque et~ (CLOSED) dans le cas contraire. 
. 91. 
fdocr, fdrcr, fdwsf, fdosf sont des entiers qui rece-
vront les valeurs retournées par les différents appels sys-
tèmes employés dans le programme. 
- fdocr: file Qescriptor 9pen card reader 
-
fdrcr: file ~escriptor read card reader 
-
fdwsf: file .9escriptor write ~pool .file 
-
fdosf: file ~escriptor 9pen ~pool file 
I servira d'indice dans le vecteur buffar et J dans le 
vecteu~ filename • 
Les tableaux begin [_ s] et endcard l 4] serviront lors 
de tests pour décider si la deuxième zone d'une carte 
spéciale est FILE ou END. 
buffer [ 81] est un vecteur destiné à recevoir les 
caractères provenant de la lecture d'une carte. 
filename [26] contiendra le nom du fichier provenant 
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.l - 1 + :J 
carte z 
BEG 







de st rin g 
dons filen me 
La routine eject(). 




1 = r/J 
1 = 1 + 1 
placer le 
caractère 
dans filen me 
i = i + 1 
j = j + 1 
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§ -3. Une_description_globale_des_routines 
de spool.c. 
La programmation de spool.c n'est pas intéressante en 
elle-même. Nous nous bornerons donc à montrer le fonction-
nement général de chacune des routines. De plus, les 
organigrammes précédents et le texte du pro g ramme pourront 
également aider le lecteur désireux d'en savoir plus sur 
la façon dont ce programme est écrit. 






Toutes les routines travaillent sur une série de zones 
communes. Ainsi, aucun paramètre n'est pass é aux routines. 
- la routine eject ( ): 
.............. . ... 
Eject ( ) positionne l'indice I, afin qu'il pointe vers 
le premier caractè re différent de e dans le vecteur buffer 
(à partir de l'endroit où on é tait déjà arrivé ). 
Dans le cas où on arrive à la fin de la carte, on posi-
tionne l'indicateur carte à la valeur ERROR. Cet indica-
teur pourra être testé successivement par les routines 
o~a() et par le programme principal. 










Remarque: la technique sera identique po u r la routine 
transf() ou ana(). 
- la routine transf(): 
Transf() est appelé lorsque l'indice I a été positionné 
par eject(), de façon qu'il pointe vers le début d'un 
paramètre de la carte FILE. 
Le but de transf() est de transférer ce paramètre 
dans le vecteur FILENAME à l'endroit spécifié par l'indice 
I. Si l'on arrive en bout de carte, ou si le paramètre 
a une longueur supérieure à 8, on positionnera l'indicateur 
carte à la valeur ERROR. 
- la routine ana(): 
Maintenant que l'on a vu quels rôles jouent les rou-
tines eject() et transf{), nous pouvons parler de la 
roÙtine ana() qui les utilise. 
Rappelons que ana() est appelé lorsqu'une carte 
spéciale a été découverte (une carte dont le premier 
caractère est inconnu). ana() a pour but d'analyser 
cette carte, afin de décider s'il s'agit d'une carte 
début, d'une carte fin ou d'une carte erronée. 
Pour cela, on emploie les routines eject() et transf(). 
Selon la décision prise par ana(), l'indicateur carte 
sera positionné à BEG, END ou ERRŒ. 
ERREUR 






Cet ordinogramme général montre bien que spool.c est 
un programme de lecture qui n'a pas de fin. 
Au début, on initialise l'indicateur f i'le à CLOSED, 
afin de spécifier qu'aucun fichier-disque n'a été ouvert. 
On essaie d'ouvrir le lecteur de cartes. Si l'OPEN 
renvoie une valeur égale à -1, on patiente 5 secondes 
avant d'essayer à nouveau. 
Dans la boucle de lecture, on teste la valeur retournée 
par l'appel système read. Si cette valeur est 81, c'est 
qu'une carte a été lue correctement et on peut exécuter le 
traitement prévu pour cette carte, sinon c'est qu'une 
erreur de lecture s'est produite. Dans ce cas, on retourne 
à la lecture, après avoir imprimé un message. 
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Cependant, dans le cas où un fichier-disque était ouvert, 
il sera fermé et l'indicateur file reinitialisé à CLOSED. 
Il nous reste donc à voir quel traitement sera 
effectué par carte lue correctement. 
Tout d'abord, on analyse le premier caractère de la 
carte, afin de voir s'il s'agit d'une carte spéciale ou 
non. Le cas le plus simple est celui d'une c.arte normale. 
Alors, si un fichier-disque est ouvert, les informations 
contenues sur la carte sont écrites sur le disque, sinon 
aucun traitement n'est effectué pour cette carte, elle 
est donc ignorée. 
S'il s'agit d'une carte spéciale, on appelle la 
routine ana(), qui donnera une valeur à l'indicateur 
carte. Dès lors, des traitements séparés sont p rogrammés 
selon la valeur de carte . 
. S'il s'agit d'une carte erronée, on l'écrit sur le 
disque si un fichier était ouvert. 
S'il s'agit d'une carte END, on ferme le fichier-
disque, si un fichier était ouvert et on retourne à la 
lecture. 
S'il s'agit d'une carte FILE, on ferme le fichier 
précédent si un fichier était encore ouvert (c'est le 
cas où un utilisateur a oublié sa carte END). On crée 
un nouveau fichier, dont le nom est contenu dans le 
vecteur filename · (il y a été placé par la routine 
ana().Si cette création s'avère impossible, on arrête 
l'exécution du programme, sinon on retourne à la lecture. 
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4.4.4 REMARQUES CONCERNANT L'ECRITURE DE SPOOL.C 
Nous avons d é jà signalé q ue le programme spool.c était 
un programme de lect u re qui n'avait pas de fin. En fait, 
le programme pe u t terminer son exéc u tion dans le cas s u ivant. 
Si l'ordre d'ouverture d'un fichier-disq ue renvoie une 
valeur -1, on arrête le traitement car, si on ne peut ouvrir 
un -fichier s u r le disq ue, on ne po urra en o uvrir d'autres. 
Il est donc in utile d'essayer de réinitialise r le processus 
et de continuer. 
Cela se produira notamment q uand le directoire /usr/cr 
n'aura pas été crée o u qu'il aura été effacé 
S'il est impossible d'ouvrir le lecteur de cartes, on 
s'endort pendant cinq secondes, avant d'essayer à nouveau. 
Si le lecte u r ne peut être ouvert, c'est q u ' u n autre program-
me a déjà o uvert le lecteur, et ne l'a pas encore ferm é . 
Cependant, le programme spool.c sera exécut é dès le lancement 
de UNIX . 
Spool.c sera donc to u jours le premier prog ramme à utili-
ser le lecteur de cartes. Comme ee programme n'a normallement 
pas de fin, il interdira l'utilisation du lecteur de cartes 
à tout a u tre utilisateur 
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Remarque: pour que spool.c s'exécute dès le lancement 
de UNIX, il suffit d'insérer la commande d'exécution du 
prograrrme objet résultant de la compilation de spool.c 
dans le fichier /ETC/rc. Le fichier est un fichier de 
commandes qui seront exécutées au démarrage d u système. 
Lorsqu'une erreur de lecture se produit, nous avons 
choisi de r.einitialiser le processus et de continuer, 
c'est-à-dire, de fermer le fichier-disque et de remettre 
l'entier flag à~. avant de se rebrancher à la lecture. 
Ce choix a été guidé par le fait qu'une erreur de lecture 
peut se produire pour une seule carte, et la suite du 
programme peut ne pas être altérée par cette erreur. 
Cependant, on ne peut laisser continuer le programme 
sans reinitialiser le processus, car le fichier qui est 
en train d'être créé lorsque l'erreur se produit, risque 
de ne pas être la copie conforme du paquet de cartes. 
On doit donc fermer le fichier et avertir son propriétaire 
qu'une erreur s'est produite en envoyant un message à 
la . console principale. 
Il faut également faire remarquer que, si le lecteur 
de cartes n'est pas utilisé, spool.c lancera une lecture 
qui provoquera l'exécution de la routine crread(), qui, 
elle-même, appellera crinput() pour effectuer cette 
lecture. 
Le lecteur de cartes n'étant pas prêt (généralement 
pas de cartes dans le lecteur), crinput s'endormira 
jusqu'à ce qu'il devienne prêt. (crinput sera réveillé par 
une interruption). Dès lors, spool.c sera endormi et 
pourra, si nécessaire, être éjecté de la mémoire. 
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Tout le temps que le lecteur reste inactif, spool.c 
ne sera pas un processus concurrent pour l'obtention des 
différentes ressources (CPU, mémoire, mémoire auxiliaire) 
Cependant, un problème n'a pas encore été résolu, 
Lorsqu'un fichier disque a été crée, soit 
/usr/cr/propri.name, l'utilisateur voudrait pouvoir disposer 
de ce fichier dans son directoire, et non pas dans le 
directoire /usr/cr . Il convient donc de créer une nouvelle 
commande, dont la syntaxe pourrait être : 
cr propri name file 
et dont l'effet serait identique à 
mv /usr/cr/propri.name file 
Mais un autre problème vient se greffer sur celui-ci 
Le . programme spool.c crée un fichier identique à celui 
représenté par le paquet de cartes, si ce n'est que les 
différents caractères sont codés en ASCII . Généralement, 
on ne dispose pas d'un perforateur de cartes comportant 
l'ensemble des caractères minuscules . Dès lors, tous les 
fichiers cartes seront des fichiers dont les lettres sont 
obligatoirement en majuscules . De plus, UNIX reconnait les 
caractères majuscules~ minuscules (notamment pour les 
programmes en C) . La commande cr devrait donc résoudre 
ce probl è me 
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Le même problème se présente d'ailleurs parfois pour 
l'imprimante et les différents terminaux . lorsqu'il s'agit 
d'un périphérique utilisé comme fichier de sortie d'un 
prograrrme (imprimante, terminal), tous les caractères 
minuscules sont traduits en majuscules. 
lorsqu'il s'agit, par contre, d'un périphérique d'entrée 
(un terminal), toutes les majuscules seront traduites en 
minuscules, excepté si une majuscule est précédée du 
caractère "\ ". (la grande majorité des caractères dans 
UNIX sont minuscules). 
En conclusion de toutes ces considérations, on peut 
donc énoncer un certain nombre de problèmes que devra 
résoudre le programme e~écuté lors d'une commande cr. 
- exécuter le MOVE du fichier dans /usr/cr 
vers le directoire de l'utilisateur, selon les paramètres 
donnés lors de la commande cr. 
- traduire toutes les lettres en minuscules , 
excepté celles précédées du caractère "\". 
- traduire les deux premiers paramètres de 
la commande cr en majuscules, afin que le fichier~disque 
puisse être trouvé. En effet, propri et~ ont été 
perforés en majuscules sur la carte et le fichier résul-
tant a donc reçu un nom majuscule. 
Cinquième partie 
CONCLUSIONS . 
CINQUIEME PARTIE: CONCLUSIONS. 
Quelle est la marche à suivre pour quelqu'un qui 
désire écrire un driver pour un a u tre périphé rique? 
A notre avis, la procédure s ui vante pourrait être 
conseillée: 
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- tout d'abord, étudier UNIX, en tant q u ' u tilisateur, 
tout en apprenant la programmation en C. 
- essayer de dégager la logique de fonctionnement 
du périphérique choisi, en s'habituant à manipuler le 
tabl~au de commande du POP 11. 
- s'intéresser aux entrées-sorties de UNIX et à 
l'écriture d'un driver, et nous esp é rons que la lecture 
de ce travail pourra grandement vous aider sur ce point. 
ensuite, écrire le driver et le tester. 
- reconfigurer le système afin d'y inclure le driver. 
Pour cela, la marche à suivre est de: 
* compiler le driver et placer le code 
objet en librair i e. 
* modifier les fichiers de configuration 
(c.c ; , l.s.). 
* créer un nouveau système en liant les 
différents programmes en librairie. 
- créer un fichier spécial pour le périphérique 
(programme /etc/mknod). 
- enfin, écrire éventuellement des utilitaires, afin 
de faciliter l'emploi des périphériques. 
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No us espérons q ue certains lecte urs de ce mémoire 
seront intéressé s par la pours u ite du travail et que 
UNIX de v ie ndra bientôt complet po u r notre in s tallation . 
A tous ce ux-la, no u s le u n so uhaitons bonne chance et 
bon courage car il y a une grande marge entre la connaissance 
théoriq u e de concepts s u r les systèmes d'exploitation et la 
réalisation pratique d' u n travail concernant un O.S. donné 
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2 * One file structure is allo cated 
3 * for each oPen/creat/ PiPe call . 
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i r, t 
,:, h.=.r 
f' "t;~ ,:: ù JJ r, t j 
f + i nod•:ë! i 
:I~ f-~- 0 f f ::- 1? t [ 2 J ; 
/* Pointer to inode str ucture*/ 
/* read/write charac t~r Point~r */ 
) fi 1 e[NFILEJ ; 
16 f* fla3s */ 
17 #defir:e FR~AD 01 
18 #define FWRITE 0 2 
19 #define FPIPE 04 
. 11 o . 
Cl c t 1 2 1 1 : ~ï5 
i r 1 -=• ,::J .. 2 _ !-1 
1 f* 
2 * T h e I node is the focus of Qll 
3 * f i l e activitY in uni x . Th~re is a unique 
4 * i n ode allocated for each aGtive file, 
5 * •::a.ch c1w·r-· ,2nt dir-·e,:, tot-·Y, ,:: ,?i c h 111,:,unt,2d··-,:, n 
1:., * f i 1 ,2, te ::< 1. fi 1 e , 8.nd the ro o t . An i node i s ··· named ··· 

























* Da ti:!., 
-t'c f'r l) fTJ 
fr om rr":":l ,2 ,:, n , i ::: r e,;i. d i n 
F•,::.rJT,,:.1.nent i n ,:, d,2 on ,.,.. ,:,l.1m,,2. 
*/ 








,:, h ,:1.r 
,:, h .;- r 
,:,h,,ix· 
,:, h a r 
,:: h ,:1, r 
i ..:- f l ,:1. ::- ; 
i ~·co unti 
i ·1:-num ber ; 
i ·~· fTr o d e ; 
i -~-•Ji d; 
i·(-:;1id i 
i ":· ::: i 2 ,?() i 
-~ i-t:- :::i 2eli 
i nt i •'··:'i •:! dr [ ::: J ; 
i nt i ·1:- 1 as 1..r ; 
.:· i n od 12[NINODEJ; 
/ ·l!- fl ,:1.9S -r.-/ 
# d efi n8 ILOCf< 
#defin 1:: IUF'D 
# d8fin8 I ACC 
itd,2f i n,2 ! MOUNT 
#defi ne Il•JANT 







/* reference c ount */ 
./ ~.; di::::• ... • i c •:: 1i.1 h 1:·r ,:: i r: ,:, d •"~ r·· ,2 s i de ::- * / 
/·:î- i r,umb et·· , 1- t,:, ·-· 1 1.1.1i th d•::: v i c:e 
açl r ·e ss 
/* directory entries *.I 
./ * 01,1,I n 1;•t"• * / 
/* 9rouP o f owner *f 
/ * mos t s i:?nifican t o f' si2e * .I 
f* 1 e,:-:i.st si 9 */ 
/ * d 12 • .. • i c •:: -::. d d r·· ,2 s s ,:: s (: ,:, n s t i t u t i r, ::1 f i 
./* la s t 1 o::ii ,:,':1.1 bl ,:,ck rea d ( f'c,r t·· e a. 
ahead 
/* inod 8 1 s loc~ed *f 
/* inod e ha s ~een mod ified * / 
./* inode access time to be uPdated 
./ * i n o d ,~ i ::: ,, : o u n t •:! d ,:, rr * . ./ 
1
··* som•~ Frocess ,.,1;.:1.i ti n ::c on l ,;,c,k *f 











# d ef i n,2 
# d e f i n,2 
# d 1:.:fi ne 




#defi r: ,:: Il .AR •:; 
#def'i ne I::::UID 
it d •?! f i ne I '.::Ci ID 
#def'i n8 I '.::N T X 
#d,2f'i ne IRFAD 
#d,2fi ne. Il-JRITE 
#defi n•?! IE XE C 
0100000 
<) t, ()()(l(l 
I FD IF: <)40001) 












fi 1 ~ i :::: u se d *./ 
t '•( F •?! ,:, f f i 1 •?. * / 
dit~· e ,:: t or····,- ~~ ./ 
/* o h~racter sPecial *f 
/·'i: bl ,:,,:: k SF'•~ ,:, i ,::i. l , 0 i s r e ::c ul ar *.I 
/* l ~r9e adrlressins a l::corithm * f 
./4 s et user id on e x ec ution *f 
f* se t 9rouP id on ,:; x ~c utio n */ 
./ ·* ::-i:.1. t . ..i :".! ::- 1.1.!r:l. r-· F· E.! d t ~::-:: 1.. t:!'-..' 8 n a. f ter · LJ se 
/ • i- re-:1. d , ,,.,rit•?., ,2 ::< •::: c ,., t e P•:::rmi ::: s i ,:,n ::: 
USER.H 
* THE USl:'.,R STf.'UCTLJRER 
* ONE ALLOCATfO PEk PRUCESG. 
• CONTAINS ALL PER PRüC~58 OATA 
* T H A T D O E S N r T N 1: f D T rJ H E IH: F f R E N C E li 
* l'i H I Lé. T H r. P r l r:f:. S S I S S IH P P [ 1 J • 
• THt USER RLOCk 15 USIZE•64 RY TES 
I • LUNG; RESIDfS AT VIHTUAL KERNE L 
• ~oc 1q00H0i tONTAINS TH ~ SYSTEM 
* STACK PER USER; IS CRo~s REFERENCEO 
• WI TH THE PROC STRUCTURL fOH THE 
* SAMf. PrrncES~! 
•I 
ST ~UCT USt.H 
't 
J N r U ... f SAV t 2l; 
1 Ill T U, .. ,F8J\V (2')J; 
CHI\H U_"St:GFLG ; 
CHAR lJ_.. ERHUJ.>; 
CH AI< l.J ..., U ID; 
C~1Af< l.l_. G l O, 
r.: HA f( U~"RU!l); 
CHAf-i U..,_h'GIO; 
!NT u .... P~OCP; 
CH /If~ • U_.._ 0 /\ SF.:; 
CH fi 1~ • u .... cour•q: 
C Ht\ R • U .... UFf-St. T t2J; 
1 '" T ,..u .... cn1R; CHAH u .... n BUf- ( [)li SJZJ i 
CHAH •U .... DIKP; 
s1Rucr ~ 
!NT u .... rr-io; 
CH.AR lJ...._NAl-11: rurRS!ZJ 1 
JNT *U...,P IJ1R; 
I NT U_._ LI l SA ( lfiJ ; 
!NT li..., U I SU l l 6 J ; 
!NT U..., Of ll.1;. (t\DF .tlf:J ; 
lNT ll..,_At-1G t5): 
I l~T l i+ T S l Z E; 
J. N T l ' .... n 5 ! l F.; 
lNT ll...,SSIZE ; 
lNT U....,8tP ; 
JNT L1_,.(,J SAV (2J; 
lNT U..., SS A V ( 2 J ; 
!NT U..., S 11,; ~1 A L [1-.J S l c; J ; 
INT U~ UT I fJd: ; 
!NT U...., S 1 l t1E ; 
]NT U...,CU f PlL (?.] ; 
l r r U..., ç ST I Mt l 2 l ; 
lNT • lJ ..._ A IH' : 
lNT ll..._PROF (,1); 
CHAR Uj, IN TF l. G; 










































5AVE R5 , R6 WHEN EXCHANGING ST 
SAVf FP REG IST ERS •1 
RSA V ANn FSA V MUS T BE FIRST l 
FLAC f üR 01 USER OR KERNEL S 
H[TURN EHRQR cunE */ 
tFf[CTlVt USER ID */ 
EF l-"1:CTlV!:. GRQLIP lt1 •I 
HEAL USF;R ID •I 
1-<F AL. r; R O lJ P ID * °/ 
POINTER lO PROC STRUCTUAE •I 
~ASF. ADDRESS FOR IO •I 
BYl~S HEMAINING FOR IO *I 
UffS T I N FILE FOR IO *I 
POINlER· TO I NDDE OF CURRENT D 
CU 1m ~ t~ f Ph TH NA 11 E CO M PON~ NT * / 
CUHR~N T PO INTER TO INOOE •I 
CUHRtNl OIREC TORY ENTRY *I 
1 N(Jnf::_ Of-' PARENr DIREC TUr?Y OF 
r'RDTU TYPE OF SEGMENTATION AO O 
PROTOTYPE OF SEGMENTATION DES 
POINTfk~ TO FlL,F. STRUCTURES 0 
Ah'(,LIMF.NTS TO CURRENT SYSTEM C 
H. XT f. l H. ( H,4) *I 
DATA SIZE ( •b4) * / 
STACK SI ZF. (1f64) * I 
f L. A ti FOR t ANO 0 SEPARATION * 
LA B[L .. VARIAf\ LE FOR DUITS AND 
LAl.l[ L VAHIAA LE FOR SWAPPlNG * 
lJJS l'US lTlO N OF SIGNAL.S ff I 
fHlS PfWCESS US "R T ! t1E 
*' THLS PHOC.:ESS 5YSTEM TIME •I 
SUM OF CHi l~1'1S' llTIMES •I 
SlJM OF ChILOS ' STIMES *I 
AtlllRESS OF llSF.RS SAVEO n ro •I 
PJ.JUF l LE ARGUME NTS *I 
CATCH lNTR FROM SYS •I 
K F fH, EL SîACK PER US~R 
En LNnS FROM u • USIZE•64 
11 /\ c 1( 111 A R n NUT TO RE AC li H~RE 
USER.H (suite) 
/fi U~_ERf.H)I~ CO lH. S 
# 0 E r I N F. t. F A l1 L 1 
#QEF J NF,. EPEkM 
#Dt:.f-J.Nf é NOENl 

















# l)E f'I NE 
#De.FI NE 
#[)EF ! N~ 
itUé.f 1'Jt 
# fJ F. F ! '" ~ 
JIJEFI NF.  
#DU· ltH: 
b- ü f:.f-I Nf. 
# D f F 1 i·J r. 
#01:.rI Nf-. 
#1.)Ef H l~. 
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Annexe 2 
LE FICHIER /USR/SYS/RUN . 
CHlJXR !\E N 
CC .. ( • O • . C 
AR H .,l l,1,t l 
RM *• Ü 
CHDlR ,,l lJMk 
cc - c - u •. c 
fi K R •• ll .. lB2 
RM •. U 
CH() 1 ~ , , / C Q ~IF 
A!) 114 ~i , S 
M V A • 0 U T M 4 vl , U 
1 AS M4'S . S 
/USR/SYS/RUN 
MV A , OU1 M45 , U 
CC SVSFIX , C 
MV A . ()lJl S YSF!X 
C C ~1 K C O N F • C 






C(.; • C C , C 
AS L. ,:; 
l,. U - X ~, • 0 U T M 4 ~ • 0 C • 0 , , / L I H 1 • , / l ! 1) 2 
A!:> l>ATA,S l.. , S 
LU - X - R - o A • U UT r14 5 , 0 C ~ 0 •• / L I B 1 • • / L l 13 2 
N11 • UG 
1 SYSFlX A. OUT X 
MV .X. A , Ql)1 
CMP ti . llLJ T /HKl.JfllX 






cc - c c~c 
AS l... • S 
LO • X A. OUT M4~,0 C, 0 ,,/ 1...181 •• / LlH2 
AS üA T/\ , S L, B 
Ll - x - H ~o A. üUT ~4~.o c , o • • I LJ~l •• I LI 82 
: NM • UG 
: S YS~!X A 0 0U T X 
My X A, UU T 
CMP A, UUT / HP UN !X 
CP A, UUT / RPU NIX 






/USR/SYS/RUN ( suite ) 
r:c -- c c: . c 
/\S L.~ S 
l.1.J - X A • 0 u r ~ l l.j ~) • (1 C • 0 •• /l. .. I tl 1 •• / L T. n ?. 
AS IJA)A ,S L.S 
L L) • X - f~ - Il A • Q U T M 4 5 • 0 C ~ 0 • • / l. I B 1 • ~ / L I U ?. 
1 t~ t-1 - U G 
SYS flX A, OU I X 
MV X /\ 0 (JUT 
CMP ~.owr /~P UN!X 
CP A.ou /HP UNJ.X 
RM t1 KÇ ùNf c~c L. S A, OU T *·() 
: HM SYSflX 
. 11 5. 
Annexe 3 
VECTEURS D INTERRUPTIONS 
ET 
REGISTRES DE CŒ'IMANDES DE PERIPHERIQUES 








































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































LES FICHIERS DE CON FIGURATION 
L.S 
c.c 
/ LOW CORE 
Hkl.l: 200 
rrns = 2,H~ 
tiRb: 3kl~ 
t:3R 7 :: 3lH! 
' 
• 0 · • 
Bt-< 
4 
I TRAP vECT ORS 






Tt-: M ' 1 
• 
:: av,i ... 
, GLURL 5T~fn, 
1 ; J i1 p 
,) MP 
' 
: b vl - • 
K L l r~; 
KLOU; 
:: H1 •, 




K w LfJ 1 
K Wl.P; 
~ = 111.l"", 
Tt-< A P ; 
. = 
è' llHJ ·. 
LPOLJ: 






t t~ I ~i : 
• = 
2 4 kî "' • 





111n -u-·, . 
[ \ 7 -t, ' • 
!Hl7 + 2 • 
HR7 -t ~ . 
l.l R7 + ti . 










t' t~ ,, 
_f\ k7 + 7 • 
!:; kl.l 
PR5 
1~ ,~ 5 
f' I< b 
tlri7 + 7, 
h f<7 + H, 
l• 1n +q • 
I FLOAT! NL; VECT UP:5 
• = 3 1 l7J '"', 
/ I.IU$ f.f<ROR 
1 .( l. u . ra L I N s I f-HI r: T I ü N 
/ BPT •T RACF.: TRAP 
/ rnr TRAP 
/ POI-Jt:.R FAIL 
/ F. 11 U LAT n R I RA P 
/ SYSTEM ENTRY 
/ ,u7~ PAHlT't' 
/ P F?O [;RAM '1 f. Ll Ir I I E k RU PT 
/ FL.C7/\TING PflH tl 
/ ~~GM~NTATION VIO LAT! • N 
.122. 
.123. 
KLI N; IW4+ 1 • FICHIER L.S ( suite ) 
K. L(Jl.J; ~f.<4+1 . 
' 
= 320·. 
GTOLJi IJ h: 4 ~ /GT STOP 
• 
: 324-. 
L Pl t·J ; f-1 1..:4 . 
' 
= 3.3 0 -, 
l:hOU; f-HUJ • 
• = 
3tni•, 
/ CH~RACTEk ANU TIME nuT INTERRUP T VECTOR 
KLI N: t:HU!+2 • 
KLül); HRtl+?., 
/II/I/I/II////////I///////////////IIIII/IIIIII///IIII/ 
/ J NTtRFACE COOE TrJ C 
IIII/II/III/I /// /////////////////////I//II/I/IIII//II/ 
,üLCJBl CALL, TRAP 
, Gl..l,JBL, 
..4 K L f{ I N T 
K l. 1 N : JS~ R ~l , CAL L; 
..._KI..R l ~H 
,GLUBL ..._KL,-<1 NT 
KLUU : J SR f.? vJ , C ,'\ L. L; 
..._Kl.XINT 
0 GLOHl.. ..... c RI r-.. T 
CRIN: JS R 1-? l{) ,C ALL; 
..._CH!N T 
,GL OR L ...._PCt-<I NT 
PCIN: J SI-? R11 , ChLL; 
_ _._P(.:RJNT 
,G LOB L ..... PC PI IJ T 
Pcuu : JSR Rvl , CAL Li 
..• YCP ! Nl 
0 GLO BL ..... CLUC'< 
KWLPi J ;,,R Rl-.:l , CALL; ..._Cl.,OCK 
1 Gl~ Ofl L ~.LPI NT 
LPOU: JSR fH1 , C4LL; ..._LPJ NT 
,GL OAL -4 kKl NTk 
RKlO: J SR ~lu , CAL L; 
__._Rt\I NTH 
,GLOAL J.. r r11 ~. r f< 
TMlO: JSR Rl.1 ,CAI. L; .._T MINT1< 
• GL0f3L ..._ G TI I\; T 
13TOU: JSR h' l:1 , CALL.; .._GltNT 
• (,LUIH .. -A>PtN!Nl 
LPIN: J~ ri !O , CAL.!.; 
.._P[ N ! ~lî 
,GL UBI.. ..... CH A 1~ l NT 
CHOU: J SR RIO ,CALL; 
.CHARlNT 
MaH 24 12!41 1976 uni x/conf,h Pase 1 
4600 I* Used to dissect intc~er dœvice cod e 
4601 * 1nto ffi ~Jor (dr iver desinnation) and 
4602 * m1nor (driver Paramet~r ) Pa rt s , 
4 ,S03 t/ 






c ha r 
d _ mir,or; 
d _ IT,.J . ..JLJ1 ; 
4609 I* Declardtion of bla c k device 
4610 * S1Jitch. E.;:;ch entrY ( rot..:) is 
4611 * the on lu link bet~e2n the · 
,; fil 2 .+: a, ~, 1 n •.Jr, 1 : : c: o d:; a r, o the rJ :· 1 ver , 
.;.-si:~ * !tic! i r. ~t1;:il1:: .:; tio n of t.r.e 
4l 1 ,; 
4615 
4616 
* ~ev1cc switch0s 1~ 1n the 
* file cor,r ,C, 
*I 
lj f,l 7 ~ t t· 1 J C t 
46 l 8 i ni. 
46l9 "ir, t 
46::'0 lr,t 
i 1 , t. 
4 t,S::! 2 } t°HJ( 1 VSI..J []; 
tHjevs w { 
( )f'.rJ_or-e r, ) (); 
( :tt•:LclosP) () ; 
( Jl· (! __ ~;tr-a t C!.!'.=) () j 
4623 / i - - -- --- - ----- - -- - - ------ -
1,62:i 
~ô~~ 











r,;(,t ~-~C:' V l S the l 1U l~1 :'1 C f" of er,t r :i..• S 
( 1·n1J •~> 1n U,c l-,1 ,J,·k s1J1tc- ~·1, It is 
.; r~ 1.. i r I t 1 j 1 1 l L / h i o • ,, .. : b ~; m tJ Y i n ri 
~ ~css over the ~w 1 tch . 
* UsPd in bounds ch~ c k ina 
* d c v1ce num~ers , 
*I 
in t n blr..cev; 
~633 I* Ch ~ racter dev1cc 31J1tch, 
'1f.>3 ·i :t</ 
,- I 7 1:· 
-, • .J ._J . J 
4.-; J 6 
46.37 
4 6 38 
-<:63'i' 
'1640 
s t r, , .... t. 





4641} r~PVS IJ[]; 
C-dt.!V~. l,.J { 
( ~' 7 _Cl·""'f ;) (); 
< :; ,::_cl ose) ( J; 
( k.o _ r c•.irJ) (); 
(lf",:Lwrite)(); 
C*d_s ,1tt !J ) () ; 
on r.,a.Jor 
46 -;2 I* -- - -- - --- - ---------------
4é,4J 
·4644 I* Number of characte r s~itch entr i es. 
1645 * Se t b~ cinit/tt ~ .c 
46•16 *I 
4,:, .17 ir,t 
·1~48 
4 6 4? 
nch r-,jeJv; 
R~P r oducpd under licence fro~ the Western Electric Co rn PJnY , NY 
CoPYright, J, Lion s , 1976 
MaY 24 12:41 1976 unix/conf.c Pane 1 
;,650 I* 




~ bu the r-rn~ram 'micnnf , c ', ~~ rcf lc ~~ t ~ ~ ~r ~u~l 
)i( co:-,f 1 !lu T'Ul, ion of Pf·! !" i Pht• ra 1 dev i (:C ~\ Of; iZ S 'I ! .. i.,C !l, . 
*I 
4656 int <*bdevs~[J)C ) 





~ ~. u] 1 d ,2 v , l.ï11J 11 d ,:, v , 3c , 1~. s t r Ll t ,:~ :.:! ".J , l. r 1{ ta t l , 
&r·1ode•.,1, lr1od,:1 v , &noCev , 0 , ; ,,,. r:j ·~ I 
&r1 0.:~ev , &nocev , &r1G1jE•v , 0, I * ~i' *I 
•no d ev, &n a rjev , lnodov , tm * / O, /.~ 
~r,~ .jc:v, ~1·:~d2v , lr,.:;.j!?v , ... 1.... :'f / 0, /~ 
&~ aJev , ~~~~~v , [noduv, ~~ ~1 0 , /"!.' 
4c:,.:,:, ~.-;or:.:e v, :1-,c c,c~v .. :S:r:c,di:••✓ , (,• , 
-'* 1"1 ï )p / 
4l65 &noovv , B~od0v, Xnud 0 v , 
4~66 0 
4f,67 } ; 
4668 
~669 int <•cd0v ~~ C))I) 
O, /",t. r. t. ).;. / 
x:.-: lûr· .. •r1)' i. 1- . . ~t: 1 0 1 . ..:., , !.:1 • :· c Dd !' i~;,. l wr1 t. · , i'..i,.1-~.!~·:. t .... :~ 
/ ,;: C 1 ll •, :·;.J]. i:. · ::' I 
~:f· CCJr· L•:-1 , b. î ·L' C .L O ~-> ;.~ r t., ·. r_- r- ,2,,; ri , è!lt-~c 1..1;•::. t~\ , l: :;-, ~.:e:: v, 
/ )! r,,: ;r, J 
i. i lj ,: 1 c !,j. C· ,, ~ ;--, c, é c v , ~ l ~.:, i...'. r 1 t. '-' ,. ·.• ·-, .::, ·' ... v , 
/:t.: i ;:, ~/ 
:·: 111·1.-: .... .- v, :., :-:G(.~, : V I /'lr'. >~/ 
11/J 7.;. 
4~ , :.~ 
/;6 / . .:; 
111> / 1, 
'•-'· 7:~ 
4 f, / i , 
•1f;ï 7 
'l ,·, / ,l 
'i !..i/'} 
tr,tl t~;• ./, J.1, ~F.11 •V , .1: 1-n, i .h 0 " ./, 
:;, .·, 0 r~ .. ··.1, ~ -h, IJ ~\11 ~ 1-,d ,. :c.: •v , 
;-: r: ,1 C~'✓ , 
:r •. ,c.-:,•v , 
h ! ,o .-:. c•·.· , /:-/< c,l1 ~; / 
~, ·,nd;•·1 1 / .i. ,f: .. J.•/ 
Zf1:.J,.:(.•V1 Î-, 111 , , :1.' V , 1: 1.:itÎ:.'V f ,•, r1t11:c• V1 :,:; 1,. l' :r •' / 1 / ,t ,j,; .,t/ 
4 !JG 1 




~r,ur ' ~'"I\.' , :"d, t H.l\_·v , .(r, O,J\.1 v , o ··, ~J•~ '-·v , :~• 1, F; :_· .1 , /• r? :: ,r. / 
Xr11..: J 1 r..!ev, z. :"'P.: 1 1 :'°Je.IV , :-,,.:--: . ·:: ,., ' 1. • f \ , t. :1 11:i\,., Î 1 :. 1: 7 -~ ' ,~ ):1, : •r· ' 
/ .'f. 1!11.·,ll ,.: / 






'16 '/ J 
'i ô 'ÏÎ, 
2.-:-. c . .-::.,·f v , 
2,;, o,~c· .. , , 
&r1.J f: :.1v., 
&:-,orJ2v , 
u 
t r,.-, .-:,.- V , 
(. r-: r, r!:.1 v , 
h: ,odvv t :;r ,wd1 •V , 
Îi1U i.1C:' V , 
46 '7 5 lr,~ ïcctcev {( G<: -.: ë) :vJ; 
4 696 int SIJaPdcv ((0 (~8):o}; 
1.4- ;, ..., ,~ .' \!, 
:·, i-1\.:.~~~ · •✓ ' 
, . ~ ,:) ~ 1"-' .,.,- , 
Z.r,ù,.: 12 v1 
l.~tOi:1 (-V , 
?, r1c,Jc v, 
/*- r :, 
1
.r.1 1r..:~ ·.,- , 
i:·.r.; . ..; .-:~·,- , 
~ :-,Gd L~ '/ ' 
4 697 int S1JPln ~000 ; I* c~nnot be ze ro* ' 
4698 int nswaP 0~ 2; 
46 9'7 






Re P r cd:.JCE'•j 1J r,de r li cer:ce f -:"'Oï:1 the Li;es t.e rr1 E 2.. ect r ~ c t: :-,n.,,~n~,. ,'.; ': 
C0P ~ r1~ht , J, Lions, 1976 
Annexe 5 
LE FICHIER M45.S 
/ M A C H I N E l, 11! G U A r, 1: A S S I ~ T 
/ FOR 11/4 C OR 11/7 0 CPUS 
1 1-PP : 1 
/ NON •U N!X INSTRUCTlO NS 
MfPI ; 6s0 0·rsr 
MTPI ~ hb 00 .TST 
MFPD = t ~&~~~ ·rsr 
MT PU = l ~bb ~0 - rsT 
SPL : 2:S0 
LOFPS : 11 0 1~0 - TST 
s T F P s = 1 1 e 2 11 ~1 - r s T 
WA l T i: l 
RTT = b 
RfSl;.T r: ~ 
= 3 i,10 
: h 
/ M A G T A P 1:.. (j U l'-1 1-' 
/ SAVl: REGJ;,T · l?S I N lDW CORf-. ANI.) 
/ WRITE ALL CURE ü ru MAG TAP~. 
/ ENTR Y 15 'IH RIJ 1.14 /\HS 
, DATA 
, G L O FH.. D U M f-' 
OUMPZ 
6 1T $ 1, :;S RvJ 
f E l')IJ MP 
/ SAVE R~ ~S R0 , R1, P?. , R~,~4,R 5 , R6 , KlA6 
/ STAIHlN t,; , T /1HS LUÇA TIO N 4 
MOV Rk1 , '1 
M (J V $ b , f.1 1,l 
MUV 1-1 1, ( R'<l )+ 
MU V R2, (R'd ) t 
MUV K..S, (RvJ ) + 
MUV R4 , ( R v; ) t 
MOV R5 , (R lô )+ 
MUV SP , ( R"1 )+ 
t-1QV KOS/\1) 1 ( R0 ) • 
/ DUMP ALL UF CUR~ CI E 10 Fl RST MT ERROR) 
/ Ot-JTO MAG ] J\PF. , (q Tf/A(.;K Oh' 7 TRA r:K 'PI N1\RY') 
f',1Q V ~MTC , R\1 
MUV $6~ '<lvl LI , (R v'J ) + 
CLR 2 ( 1< ~, ) 
1 : 
HO V (. -5 12 .,( RI ) 
1 ,c .. ( R ; ) 
2: 
T S T t;; ( R li'I ) 
8Gf. 2 tl 
TST (Rvl)+ 
8GE 1 0 
fil:Sti 
.125. 
/ END Of ~ ILE ANf i U)OP 
MU V 
8R 
$ b !,H:HJ 7 , .. ( rrn ) 
• G l., (l B L ST AI< T , .,_ EN O, • ED/\ TA , ...L. F. TE X T , -'-MA IN 
/ 11/45 ANU 11/7 ~ STARTUP. 
/ ~NTRY lS THRU ~ PHS. 
/ SINCE CüR[ lS SHUFFLED , 
/ THIS COUE CA N RE EXf.CUH. O RLJT rJNCI: 
STAIH : 
PJC $ .. 1 
13NE • 
Rf.SLT 
Cl, .• R PS 
I SET Kl 0 lll P t1 YS l C 1\ L ~l 
MQ V ffi7 7 4 1il 6 , R3 
MOV $K!SI\ IJ , 1-Hl 
l·lUV $KT St) ~ , R 1 
r; l.. R ( R "1 ) + 
MUV R3 , (R1)+ 
I S f. T K I 1 .. b T L) EVt:NTUAL Tf.. X l' HE ST I l~G PLACL 
MO V ~ ....._ E 1-J Ll + b 3 • , R 2. 
ASH $ - 6 , R2 
B!C $ ~ 1 '/ 7 7 , R 2 
l ; 
MUV 1 2 , (R ~J H · 
MUV f~ .S , ( R 1 ) + 
A l)l) $2 0~ , R2 
CMP R~ , :oKlSA7 
HLOS 1 t, 
I St:: T K17 TU lrJ su; fUR Es r.,H'l 
Ml)V $LO , - lR ~) 
I St: T K I.Jl1 .. 7 TU PHYSl CAL 
MOV $KüSA i.,j , l~vl 
MO V :r KP!:>ll kl , ro 
CLf-< 1~ è 
1 : 
MDV R2 , (J~liJ )+ 
MUV R3 , ( R l)+ 
A Oil ~2~~1, , k?. 
C Hl-' R0 , .' KlJSA 7 
l•LO . l ~ 
I ! N!TlAL lZATlO N 
I GET A TEMP (1 - ~JQRU) STACK 
I TUR N Qt\J SE:. G r-1 [ tn AT I O ,~ 
I Cü PY TE.>. l TO 1 SPACf 





1.:q r · 
$ST +2,$P 






lJ t_ l,l 
MU\/ 
l F 
!li71il . , '"'-CPUTYl'E 
INC SSP~, 
MO\/ $~E TEX T,R 0 
M()V $..,_EllATA , 1·11 
AUU $..,_ ~TEXT -81Q?.~,R) 
MOV •( Rl),-(SP) 
l"t lP ~ •C R , ) 
CMP Rl , $ 4 1:ll /lTA 
oHI l i3 
CL,!-( (RlJ+-
C:MP R 1 , . .... UW 
Bl.O 18 
/ USE K! tS[APt TU GET ~07 TO ID SCG 
/ SE T ~- 0 b Tl I F t I< 5 T li V fd L A H U . C O H · 
MQV ~10 ,·( SP) 
Ml Pl •!bKOSA7 
MüV $..,_ffEXT-819~ .+ b3 ., R2 
P. :Hl $ .. 6 , R 2 
HlC $ 1l77 7 , R2 
Al)l) KlSAl , R2 
MOV f<2,KO!.î hh 
/ SET l I P SUPE k V J.:; 0 r? U R r. GIS ·1 f R S 
MOV , f) , SISIH) 
MUV $b , s1~r)1 
/ !;lt T UP t~f.AL SP 
I C L E A R U S E f~ t4 l. ü C K 
HQV $ .... u + [ u s l z f: * h il • ) , s p 
f11) V $.._LJ , R \) 
1 : 
C 1.. t< ( f~ (,l ) + 
C r1 P RvJ , SP 
~LO 1 13 
I .) j R PC,_._l5P~Qf 
I SET UP PRt:VlOUS ~(JO!: "4 ND CALL MAHJ 
I ON REflJ~N , tWTER US~R MODE Ar t1 R 
11 OV ' .5 0~3v.liv , PS 
,1 SR PC , ..._ M A I ! 
MUV $ l7 ~0~ M,• (SP) 
Cl. P • (SP) 
~T T 
, GI.OAL TtHP , CALL 
, G L O ~ L ~ T ~ f' P 
/ A~L TRAPS ANü I TE~PUP TS ARE 
/ 22 ... &!1 , MAP , K+U SEP 













SSR 0 , ~SR 
S SR l , SS!.:+2 
SSR?. , SSR+4 
$l , SSl~0 
RvJ , CALLl: ..._TRAP 
/ N () Ri:.TURN 
t10 \1 $ 1,SS ROl 
MOV NOFA.U L..T, (SP) 
PTT 
,TfXT 
,GLD BL ..._RUNR L.IN , ...,s wTCH 
CA l-ll : 
MOV SAVl:PS, .. (5fJj 
SPL vl 
BH l f 
CAl , L: 
MOV PS,•(SP) 
1: 
MOY R1 , .. (SP) 
Mf PD SP 
MüV ü(SP) ,- (SP) 
Bl C $L37 , lSF') 
BlT Si3vl 0t,H.1 , PS 
t:H:. !J 1 F 
_IF ,FPP 
MU V $20 , ..,_\,,J+ .4 
. fNOIF 
,J SR PC,i11(R'1J+ 
2: 
5t-'l., HL f,H 
T S 1 (j ...&.RUN RUN 
bt. Ll 2F 
SPL 1:) 
J !> R PC, .... SA VF P 
JSR PC , ..._S WTCH 
f; k 21~ 
2 ; 
, l F ,F'PP 
MO V Si..,t l+tt , f~l 
IHT $ è~ , (1-11) 
l,i\lf:. 2F 
~10 V (H1)+ 1 R~J 
LOrPs Riû 
MO Vt- (t-<1)+ , F RÇJ 
MU VF ( R1) +, F ~ 1 
MOVF FRt , FRit 
l'1l,J VF (H1)+,FH1 
MOVF FR1 1 FR5 
MOVr (R1) +, FP.1 
"10\if-' (Ht)+ , FP.2 
r~ tJ V~- ( H 1 ) + , FR .~ 
. 128. 
FI CHI ER M45 . S pa g e 4 . 
------------------------
/ FP MAlWT MODE 
llif PS RU 
2 1 
, EN ll IF 
TST ( s p) + 
Ml PU SP 
l:3R 2F 
11 
RIS $3~ 000 ,PS 
JSR PC ,*( k0 )t 




r-1ov ( SP) +,R f,l 
Rlî 







t3 t:. Q 
S TFPS 
M (J V t-




MO V f 
MUVF 
MUVF 
$..,_U+4 , RJ 
$r.! vl , ( K t) 
1F 
( R 1 ) + 
Fr<vi , CRl) + 
FRt.1 , FfH1 
FR 0 , ( f< 1 ) + 
F f 5, F 1~ 0 
FR v1 ,0<1) + 
FRJ,(~t)+ 
F H? , ( f~ 1 ) + 
FR3 , (Rl)+ 
RTS PC 





















MT P (J 
SR 
Rt:! , .. ( S P) 
b (S P ),Ri:? 
4 ( 5P) , Rf/l 
4 ( R? ), R0 
R v.J 
6 ( H2) ,R 0 
s; .. 1 /~ • , j,,I ~' 
Rl 
$ l , R 1 
R 1 , 2 ( f~ 2) 
1 F 
( R2) , h'l 
OFAU L f, • (Sfl) 
2F,NDFIIULT 
( R 1 ) 
(SP) 
rn 1 J 
3F 
Cl.,R b(R2) 
MO V ( SP )+, NOFAU~ T 
. 129. 
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--------------------------
/ ijASE OF PROF WJTH BASE,LENG , OF F,S CALE 
/ PC 







1 GL UHL. ..... DlSPl,.,AY 
.... lHSPL AY: 
lll:C UlSPOLY 
b ca: .. 2F 
CLR DlSPOLY 
MQ V PS , .. (SP) 
MUV 1HIPRJ. , F'S 
MUV CS\ 1 Fq 
B!T $ l , R t 
13 E CJ 1 F 
l3 ! s $30, 00C~ , PS 
Ot:.C R 1 
11 
J St-? PC , FU 1·JORO 
MOY R0 , CS 1•1 
MUV (SP)+,PS 
CMP R0 , $ • 1 
UNE ?r 
MUV $ li? ~'' •, D.lSPf LV 
2: 
1-ns f--' C 
/ CMARACTER LIST GE rn' UT 
. GLOBL. 
, GLOBL 




J...,f:'fC, .,,_P UTC 
..._CFh'Et..l,.lST 
MLIV 2csrJ , R1 
MUV P~, ... ( S P) 
MCJV f.1 2,-(&P) 
:; PL r:· ::, 
MOV 2(R1) , R?. 
AL fJ qf 
MüVB (R2)+,R ~ 
l.l l C $ 137 7, 1~ M 
MU V R2 , 2(1<1) 
OEC ( R l ) + 
fj r lF 
Cl... R rK 1) + 
CLR on)+ 
t; H 2F 
Blî $ 7 , f< i:! 
BNE 3F 
MUV •l 0 ( Rè) , ( R l) 
ALJD $2 , l Rl ) 
Pf C R2 
t! l ç $1 , h'2 
MOV _..CF f\Et. llSl, (f.12) 
MOV Rè ,.._Cf-REEL.!S T 




/ 2 s1;:r OELA V AFTl:R csw FAlJL.T 
I F!RST PTR 
I F.MPTY 
I CHARACTE:.1~ 
I r: oUN T 
I l.A ST BL. UCK 










































~1 0 V 
Ml)V 
fn s 
,GLOBL _._ rJ ACKUP 







M 1.) V li 
A ::il 
A Uü. 
t1 Cl V 
CLR 
'l( R l) 





Ll(SP) , rq 
PS, -( SP) 
Rè,.-(SP) 




...\. C F Hf. ( 1.. I S T , 1~ 2 
9F 
( H 2) , ..,._ C F R E E l. t S T 
( f<2) ... 
R2 ,2( R1) 
2F 




(f.13) ,_._CF REr.l..!S 'r 
R.3 ,•HJ (R2) 
R.3 , R2 
( R2 J + 
RvJ , (R2)+ 
t1'2,4(Kl) 






P C, fH1 




?( P ), R0 
SSH+2,Rl 
PC , l F 
SSRt3 1 R1 
PC , l F 
..,HEGLOC+7, R' 
Rl 
R ~ , 1{ 1 
SSf,,'+4 1 (R1) 
Rld 
.1 31 . 
/ FlRST Pîf~ 
/ COUNT 
.132. 






LE FICHIER TRAP.C 
# 
# I N ç L u n t " • , 1 P A k A M , 11 '' 
ù lNCLUOE ". 0 / SYS T M , t1 1' 
#!NCL.UOE " •• I LJSE~ , H" 
# INÇLLJ l) [ 11 ,,/ Ph'l.) C , H" 
# l NCLUDI:. 11 ,./ Rt: G, H" 
# I N C 1. U D E ,, •• / S f G , H 11 
.134. 
LE F I CHI ER TRAP .C p a g e1 . 
--------------------------
#UEFINE EoI T 
#DEFI NE LW,OIJE. 
# IJ E:.F !Nt St.TU 
#l)f:f INE. S YS 
#üEI- 11-~ F. USE R 
1 
0 1 7 ~ vH.H1 
~ lHJll.l lt 
~ 1,, 4 4 "' C?J 
~ 2 ~ 
I * US t R ERRUR BI T IN PS Z C~BIT •I 
I* USER - MOOt:. l:l!TS IN PS WORO •I 
I* SF.Tn I NS l!(UCTJ "N •I 
/ * SYS (T MAP ) I NSTRU CTIO N •/ 
J • US t. R• MUOt. FL.I\G ADnE n TO DEV ti/ 
I• 
* STHU ÇlURt: OF Tt1F SYSTE M t..N T RY TAULE ( S YSE.N T. C) 
•I 
ST f.?UCT SYS F.I\I T 
l Nl 
~ 
C Ull !H 1 
(•C/\ L U (); 
I* ARGUM EN T Cül JNT */ 
I• NAME n F 11/\ Nn L ER •J l N f 
• S YS l:. NT [ b 11 J ; 
/ w. 
• OFFSl~TS UF TH E USF.: H ' . HEGI$TfRS Rl: LA T IVF.: TO 
• THE.S AVE[) fl \1 0 StL kEG , t'i 
. / 
CHA R REG LOC (qJ 
.. 
RI() , rn , f<' è. , R3 , R4 , R'.;, , R6 , R7 , RPS 
I * 
• CA l.. L 1:. D F !~ ü r-1 L 4 111 • S ü R L 4 5 • S 1~ HE N A PR ü CE S S ü R TRA 11 0 CC URS '• 
• THE AKGU MENTS ARE JHE WO ROS SAVED ON THE SYSTE S TACK 
* ~ Y THE H fi RU \..1 ARE:. A ~J û S OF T W A 1-< 1:. f) lJIH N G TH [ T f~ A P PROCE S S l N G ~ 
~ THE I R üRUE R 1S DlCTATED UY THF HAR DWARE ANU THE UE TAILS 
• OF C'S CA!..l,.,l. NG 51: (hJf.NC ~ • • THE Y AR E PECUL, J AR 1.N T HJ\ T 
* fHI S CAL L lS NOT ' h Y VALUE ' ANU ÇH ANGEO ustn RtG lST ERS 
* G E T C l1 P I l: 0 fH C K O <~ R E T U R 1~ • 
* UlV 15 THE ~- l ND OF TRAP THAT OCCURRE D. 
* I 
TRAP(üE V, S~' , R l , NP S , Rl.1 , P C , PS) 
,(i 
Ht:. r. J. STER ! , A; 
Hf:. G 1 S l( R S T f~ U C T S Y S f. NT * C A LI. P ; 
SAVI-P(); 
IF r. ( PS & lJ Mn UE) :: LI MOllE ) 
oi::v =t USER; 
u , u..._AR (il = ~•rn ; 
Sl'<lîC H ( OE v) + 
I • 
• 1R AI' t\J UT EXPf:CTE ü . 
* US lJ ALl. Y A tc,F.RNE-..l.. MOf)E WS E~n~nR , 
* T H E N lJ ~I R 1: R S P R I N T E 1) A R t: U S E O T 0 
• F l NO HiF HARU WARE PS/ P C t,S F ül. L OWS , 
• ( Il L L. f\J U M U t: H S lf'.J IJ r: T /1 L 1 R H l T S ) 
• AUORES S..._ OF ..._ ~AYE D:Ps : 








PRINTF (" KA6 = ¾0\ N" , •KAb); 
P~INTf ("A PS : o/.U \ N" , &PS ); 
PRJ,NTr ( 11 TRAP lYPE ¾O \ N", DEY ); 
P A N 1 C l " T R A P '' ) ; 
CASI: ~+USER : I* BUS ERROR •I 
t : S!GBUS ; 
Rkf(,K; 
I• 
* lF tLLC GA L INSTRUCTIONS AR~ NOT 
* ~ElNG CAU GHT ANn TH E nFFENDING INGlRUCTION 
* rs A StTU, THE TRAP 15 IGNURtn ~ 
• THIS IS OEC AUS~ C PRO OUCE~ A SlTD AT 
• T H f-" 8 E. G l N 1 N G U F E V E t< Y P R O G R A M l'-1 H I C H 
* ~ I L L T ~ /l P ON C P U 5 1n ·r H O lJ T 1 l / 4 !'> f P U ~ 
•I 
CAS~. l+USEh! : I* ll...LE GAl. INST!~UC:1ION •I 
.1 35. 
IF( Fll!WORD (rc ... 2) ::: E.TD ~& U,U..i.SlGNA L-CSIGINS] :;i: 0) 
r; uro ou-r: 
I : SlGI NS ; 
ARl:AK; 
C A S E 2 + U S E R : / * R P T rJ 1 < ·1 R A r. E fr / 
I : SlGTRC ; 
81~ E A K; 
CASt 3+USER : I• IU T •I 
I : SlGIOT; 
l-lfH. AK; 
CASt 5 +USfR : I• EMT •I 
I :: SlG t;: t-lT; 
Bl?tAK; 
C A S 1: h .., U S l R : / * S Y S C A Ll. fr / 
IJ , U,.,..f.:kROR : ~ ; 
PS : & =EBI T; 
A L L P : & S Y s E ,~ T l F U n, 0 Rn ( PC: • 2 ) & ~ 7 7 J : 
I~ lC~LLP =:: SYS ENT ) + I* l NOl~ECT *I 
A= FUh,nRO (PC); 
• 
PC :+ 2, 
t = F lJ W Cl R () ( /1 ) ; 
IF ((I ~ =0 77) 1= SYS) 
J :: ~7 7; I* ILLEGAL *I 
r. At.l..P i: 8,S YS EN T (I &C,,77 ]; 
F OR ( I : 0 ; I < CAL 1. P • > C LI lJ NT; I +-+) 
U, IJ .._A Rr; (Xl: FU WOR [l(A =+ 2); 
FOM(I: ~ ; l<CALLP•>COUNT; I ++) f 
IJ ,U .... ARG [Il :: FllIWüRL) (PC); 
PC :: + 2; 
u,u.._OIRP :: l/ , U.._Jd~[; UJJ; 
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-------------------------IF C lJ • u .... 1 N r Fu;) . 
u.U..._EHRUR = ElNTRI 
If(U,U..._ERROR < 1~0) f 
I F ( U , U _.,_ L!HW R ) ,(. 
PS ::+ E8Iî1 




I = srr.svs; 
RI EAK; 
• SI NCE THE ~LOATI N~ EXCEPTION IS AN 
* IMPRtClSE TRAP, A USER GEN~RATtO 
* TRA!-' MA Y AC 'f UAlL Y CflMf. FRO M t<ERNEl 
* MClïJE, lt--1 Tt-• !8 CASE, A s:rr.NA.L 1S SENT 
* r O T II F. C lJ R t< E N T P R O C f S S T Q B E P l C K F l) 
• LJP LATER~ 
•I 
CASé'. /,;: I* n.U/\Tl :H:; FXCE.P1l()N •I 
PS I G NA l, ( U • U_. PRO CP, $ 1. G F PT) ; 
Rl:TURN; 
CA SL e + LJ!;f:.R; 
I * 
I = SlGFPT ; 
8R FAKi 
* 1 F T 11 f U S E H $ P I S ~\ f. 1. , 0 W T H 1: S T A C K S ~ G M E N T , 
* GFWW THE STACK AUTOl"IATlCl'll~LY, 
• TH15 R~LIES ON THE hbILITY OF lH ( HAkOWARE 
* TO ~ESTA~T A HALF [XECUTED INSTRüClION• 
* ü N Ht E 1 1 / 4 ~ TH l S l S NOT TI l E CAS 1:. Hl 0 
• TH l". RnUTlNt;. ~AC KllP / U rn ,s MAV FAIL-. 
* T H E C L A ~ S l C E X A M P L E J S O l·J T H 1::. I N S Hl Il C T ! 0 N 
* CMP ~csr) , ~(SP) 
* I 
Cl,SE 9+1JSI...R : I• SEGt1El'l1ATtn~J t:XCEF'TlON t</ 
A 1: SP; 
I f- ( t;j A C •:LJ P ( lJ , U .,_ A R v1 ) : = ~ ) 
If( GROW (A)) 
G cnu üU ri 
l = SIGSF:G; 
f'lRf.AK; 
PSlbN/\l.(Ll,l J....,Pl-<DCP, l); 
l f ( 1 S 5 l ~ C l ) 
P S J G ( ) ; 
S E. T r R l ( lJ • U _.,_ P 1-1 U Cf• ) ; 
* C A l. L T H E S Y !, T E M ,.. t: N T R Y R O LI T 1 N E F ( 0 U T O F 1 H t: 
* S Y S E N T T MH.. F. ) • T H I $ I S A S U H R O LI TI N E f O 1~ T R A P , A N t> 
* NOT lN•LYN , AE rAUSE TF A SIGNAL OCCURS 
.136 . 
* (J u R Jt~ r; PH CC E SS l t✓ G , A r~ ( A l:S N (W r l A U HE T UR N l S S I MU LA TE O FR O M 
* THE LAST CALLEH TO SAVU(~SAV); JF THIS TUnK PLACE 
FICHIER TRAP.C page 4 . 
---------------------------* INStül;. Or l~IAP, !T rlQU LUN'1. HAVf /1. CHANCE. 10 r:LEA N UP, 
* 
* I f T H I S (J C C lJ R S , T H f:. R E T I J f<N r fi K E S P l.. td.: 1:: \~ ! T H O U T 
• CLEARING U~INTFLG; IF lî'S STtLL SET, TRAP 
• M A IH< S A N E R P. 0 R i-. H l C H r'< ~ A N S i H ,q A S Y S T E M 
• CAL.L CLI KE J.iEAIJ ON A TYPE WRl1ER ) GOT lNT ERRUPTt::D 







U.U..,,.I NTFl. G: 1: 
SA VU ( U w U-'- (J SA V) ; 
(• F)(); 
U , U .... l N T r L e, : ~J ; 
.137. 
Annexe 7 
LE FICHIER SYSENT.C 
.139. 
FICHIER SYSENT .C 
/ tl 
* THlS 'TARLf JS TH: SWl TCH ll S F. IJ TO T f.!l\NSFEk 
* TO Tri E A PfJ t-\OPR l A TE R lUTH1E f OR PRO(.,ES S l NG A SYS TE M CALL, 
• E. t. CH ROl·i C ü t~ 1 AI s THE t~lHHH:. ~ OF A 11 (,, U t1 EN T S EXPEC TED 
* 
A NU A f-101. N Tf:.R ro T Hf. ROUTIH[ 11 
* / 
lNT sy SUJ ru 
~ 
I{) , 1.'. NUlL 'YS , I• ~ :: î ND l R * I 
v.; , 1$.IH:. XlT, / * 1 t;I EX IT •I 
v1 , r, FOR~ , / . 2 = FORI< * / 
2 , IHH:. Aü, / le 3 
-
IH:. Al> * / 
2, & w ru r E, I• li = WR ITE •I 
2, 60PE N, / . 5 = OPEN •I 
lt) , &CLOSE , / * 6 Il Cl.OSE ti / 
0 , ,WAil, I* 7 :: WA tT * / 
2, &Cl~EAT , I• u 
-
r.F<EAT •I 
2, /1,I_J NK, / * 'J :: LINK * / 
l , ~U NLl NK. / * U l = IJN Ll NK * I 
2, 11-E XEC , 
'* 
l 1 = EXEC •I 
1 , i-. c H111R , / 'Â 1 ?. .. CHf11R • I 
~1 , .\GT1 ME, / * 1 ~ = T ! ME. • I 
3, t.t-Ai'd JOD , / * 1 /j C '1K NOn * / 
2, g.(11t101,, /. l r.c :: r.HMüD •I 
?. , X.Ch(H N , / * 1 f- ::: CHOwN *I 
l , ~St Rf. 1H, , / .. 17 :,: AREA K *I 
2 , 6STAT , / * 1 p. = Sî/\T * / 
2 , 6S1:f. K, /. 19 :: SEEK * I 
0 , &GETPill , I * 2"1 li! r;ETPII) . / 
3, &S MOU NT, / * 21 = MOUN T •I 
1 , i-.s urou r 1, I• 22 ::: UMOUN T * / 
0 , 11rS f;. TUI U, / .. 2 = SETUID •I 
vJ , e.r.tTU!L) , / * 2 /1 = GETUID * / 
v: , !i-STIMf , I * 25 ::: ST!MF.: * / 
3 , ~P TP.ACt , / .. 26 ;: PTf1ACE * I 
i'.1 , ~N l) ~YS, I* 27 .. X 
*' 1 , 1'.FSTAT, I* 2 fi = FSTAT •I 
0 , !1. NO SYS , / * 2Q = X tr I 
l , l',, ULLSYS , /'le .ÙII 
= 
SMfJA TE 1 INOPERATIVC! •I 
1 , ~SfTY , / * 31 = STTY •I 
1 , 8.GTTY , /1t ..s?. = r, TT Y •I 
v.l , &NO S YS, I • 33 = X •I 
11 , &NICE , I * 311 = NlCt •I 
0 , o.S S U : P , I * 35 l'I Sl.ff:.P •I 
tl , è.SY NC , I * 3 (, :: SYNC ., I 
1 , ~KIL l. , I• 37 = K l l. L * I 
l;'1 , ~G T Sv. 1 T , I * 38 = SldlCH 
*' l1 , &Nü SYS , 
'* 
3q : X * I 
~, f, NOSYS , I• 4 Pl = X *I 
0 , &f> UP, I• 41 = nuP *I 
0 , ~Plrt. , / 'ft '-1? 
= 
PI. PE •I 
1 , a. TIMES, / * 43 = TIMES *I ~ 
4 , F.Pl<OF IL, I• 
"' li = Pl<Of • I 
lt) , ~; ,,.irJ ~; y ~ , I * 115 = T l U *I 
vl , &St:TGID , I• Il b = St:TGJD * / 
Ill , ~G ~TGI U, I * '-17 = Gt:::TGill * I 
.140. 
FICHIER SYSENT.C ( suite) 
2, ~.!,SJ.G, ------------------n--zn.r-T-S l G •I 
(6 , t, NUSYS, I• 4 () = X •I 
Ill , ~ t--Jli r,y5, I * Svl = )( * I 
0 , t.NOSYS , I * 51 = X •I 
là , ~NOSYS , I• 52 = )( •I 
ei , &NO SYS, I• 53 = X • I 
0 , lrNUSYS , I• 54 = X *I 
v1 , ii,NOSYS , I * ~5 = X * I 
i!l , 1<. NOS YS, I• 5h = X •I 
,1 , & l'-l ü fiYS, I * 57 = X *I 
lô , & t~ 0 Si S , I • 5A = X •I Q) , /',NOS YS, I• ~9 = X * I 
lô , 11.NQ SYS, I• h~ = X •I 
0 , P,NOS YS, / 'Il bl = X *I 
0 , 1.',,NOSYS , /;,. b2 = X * I 












# l ~I C l u L) E Il •• / F f, R A M • H ,, 
# l t~ C L U D E '' • , / 5 Y S T M • H " 
# l N C l, U O E '' , • / U $ E:. R • f-• '' 
# I N C L U D t; '' • • / t~ E G , li " 
# 1 N C L U [ i E 11 • , / F I L E , 1'1 " 
#, lNCLUDE ",./lNOlE,H" 
/11 
* R t: A D S Y S T F 11 C A l. 1. 
. / 
REAO () 
" R IJ W I·; 0- k E A ü ) ; 
I * 
* W R l T E S Y ti T 0 1 C A I L 
•I 
wRlTf-'C) 
' R U w H t f v' R 1 T · ) : 
I* 
* COMMUN r.unl~ FOR READ ANIJ \'1R ITF. Cf,LL S: 
* Ç H E C K P E 1-< M l S S I m ,! S , S E T A A S E , r. 0 LI N 1 , A N O O F F S t T , 
* AND SWITCH UUT TU REA • l , WHITEI, OR PIPE rort. 
* I 




RLG1SlER •FP, t1; 
M: MflOE; 
FP: Gl-;TF(LJ,U.1..Al-?0[R0J); 
IF(FP :: NUL L) 
RETLJh'N; 
JF ( (f 1-'•>F _.,F\...i\GIC,M) == ltt) ~ 
.; 
U • l 1 ...._ f. h' IHJ 11 = E f:/d) F ; 
RE TUR r--1 ; 
U • U .... A A ~ E = lJ • U ..,_ A R r; ( ~î l ; 
u,u .... cüLJNT = l l,U_.,ARG(l); 
u,U..,,.StGFUi: ;,;; 
I F ( t· P - > F _., F L A G ~ F P I P E ) -€ 
lf ( M==F READ ) 
• El-.Sf: t 
Rf..AllP(FP); f.LS F 
1-iR tTEP(FP); 
U, ll_,_lJFF SF: T [ l l : F p .. >F .,_nFF Sf 1 [ 1 l; 
u.u_._Uf-FSF.T [ 1,JJ : FP .. >F .... nFFSF:l ( vJ ]; 
IF ( M;;FRF.Afl) 
REA~l(FP->F~INOUE); ELS~ 
~R ITEifFP~>F...._JNODE); 
ll PAU O ( F p .. > F ..._ 0 r f S F. T, IJ. LI .... A~ G ( 1 l ... U ~ u ..... C n UN T) ; 
• 
l.J,U..,A kl,'l (RU] :a U,U_._ARG t1J- u ~u.A.COUNT; 
.142. 
• UPEN S~STE M CALL 
*I 
OPEN() 
" Rl:.G1S1ER *IP; 
f.XTf:J,iN UCHfdO 
IP : N/I ME ! U , UCHAR, i) ); 
lFlJP ;:: NIJLL) 
kETlWN ; 
u.u..._A HG tlJ ++; 
OPff1, 1(IP, l.l 0 U..._ARG(1J, v'l ): 
; 
I * 




REG1S1E. R •JP; 
E X T t. P N lJ C li A h' ; 
IP:: NAMt l( &UCHAR , 1); 
I f l lP ::: NLJLL) f 
IF (U,U..._1: kOk ) 
RETURN; 
l 
FICHIER SYS2.C page 2 
l P :: ~l A K NO n f. ( U. U: AR (i r.1 J & 0'77 7 7 & C = T SV T X) ) ; 
JF (l P::r :: NlJLL ) 
Rt.::TUR N; 
OPF Nl (IP, FWRIH. , 2) 1 
• ELS f.. 
OPEN \ (lP, FWRJTE, 1)1 
I • 
* CO MM ü N C (1 ü E F.O R OPEN AN O CR f.:' /1 T • 
* CHECk P[MMlSijIO NS, ALLUCATE AN OPEN FI LE SlRUCf UHE, 
* AN O C /1 L l., TH f" n EV I. C t: 0 PEN R O 1J TI r✓ F. ! F AN Y , 
*I 
0 P E N 1 ( l P , t•l U ü E , T R F ) 
lNT •lP; 
~ 
REGlSIEH STRUC T FlLF •FP7 
R f G l S 1 ( R * 1-' l P , 1·1 ; 
IN T t J 
RIP: IP; 
t1 = ~ 0 1) E; 
IF(1R f La:?) ~ 
IF( M&FR EAI)) 
ACCtSS(HIP, tHEAnJ: 
I F ( t\ ~ F W f( l TF ) ~ 
• 
ACCESSlHIP, IwRITt); 
JF((RIP •>l~ MOOE&IFM T) :a IFDIR) 
U,IJ.._El~RUR : flSO!h' 1 
H cu. u-1..Eh'HOR) 




ITRUNC ( RIP ); 
PHf. L E ( R!P ); 




I F (( FP = FAlLOC ()) == NU LL) 
GCJ Tü Olll ; 
-----------------------------
FP->~..._FLAG: M& (F READ • FWRI TE); 
FP•>f~INOUE : RIP; 
I: U, U..._Af-<vï[I-HJJ; 
OPENJ (f.llP, M&fl✓ RITE ) 1 
IF(U,U-4.ERROR :: 0J 
fH~TUR N: 
u.u-1,0f ILE (JJ = NULL ; 
rP->F..,_ÇQ UN T• ... ; 
JP.Ullf-<XP); 
* Ç LOS E S Y S H . M C A Ll. 
•I 




FP: 1; ETF(t1 , LJ.A~ 0 tR 0 J)i 
IF(rP ::s NIJl,..L) 
Rl:.TUf?N ; 
u,u ..... of 11,.., E(U , U....,AfHl [~ 0 ]] = NlJLU 
CLOSf:f (FP J; 





RE.GISTER • FP , T; 
FP: GF1F l U,U..,h.~ 0 LR t:J J); 
IF(rP == NULL) 
. Rf.TUR N, 
IF ( FP•>F_.,FI.AGl!.FPIPE) + 
U,ll_._Et-lR[)R : E:SPIPE1 
~t.TUR N; 
• 
T = U, U...,ARr, [11; 
l f (T > 2 ) f 
• ELSE" 
N ( l ) = IJ, u ...... /\ R G Cl) ] < < 9; 
N ( l1 l z U, u ...... f.. R G ~ v) J > > 7 ; 
IF(T - - 3 ) 
N [ 1 l = U • U-'- A 1-H~ C '1 ; 
N[ ~1) : 0 ; 
l F ( T 1 = ÇJ ~ /1. ~J C 1 J < ~ ) 







CASl 0 : 
CA SE:. 3: 
• 
N ( li! l :: t F P • > F ... U F F SE T C0 l , 
DP/IOO(t~ , FP- >F.., OFF5ET[1J); 
FH<EA"'-; 
N [Ill =+ FP .. >F ..... l N()IJf:,- > l...._SIZEv.l&!ô377; 
DPAü l)(N, fP .. >f .... INODE->r .... s1z1:,) r 
FP•>F.._UFFS~: T(l] i: N(1J1 
Ff.l•>F.,_,OffSF T ( ~ ) : N l 1.J J: 





REG15TtH •IP, •XP; 
EXTtR N UClfAR i 
I P :: ~J AM E I ( & U c,; H /1 R, U ) ; 
IF'(IP :: Nt.Ill. ) 
Rt:.TURN; 
lF(lP•>I .... NLINK >= 127) , 
. IJ ~U...,E l-<RUR = EMLINK1 
G CJ T O (JU r 1 
• 
If((IP->l~MOOt~IfMT)::lf' DIR && ISUSER()) 
r, UT Cl Cl UT; 
/ 'I( 
• UNLOCK TO AVOIU POSSlRLY HANGING THf NAMEI 
IP•>I.._F~AG =~ =1LUCK; 
u.u .... Oif.lP = Ll,U ..... ARG [l]; 
XP = r,J~ME I(&I.ICHAR, 1), 
lf(XP !:: NUL L) f 
IJ . U-4, E:f-<RUR : 0 . >'.lSl; 
tP IT(XP); 
• 
I F ( U ~ li .... ERR OR l 
GUTO OUT ; 
lF(U, U~P • lR•>l .... UEV I= lP•>I .... DEV) f 
!Pl.lT( U~U ..... PIJ~R); 




l P - > I .._ ~J L l N K + +; 




* M K 1~ 0 0 S Y S TE:. t1 C A L L 
•I 







E X T f-. R ~,1 U C H A R ; 
IF(!;U SUq )) i 
IP : NAMEl(&UCHAR, 1)1 
n · ( p> 1 ;,: N IJ L L) " 
----------------------




IF ( U • U...1.ERR(')R) 
R t: l lJ rrn; 
I P = MA K NO Il E ( U , U_., AR G ( 1 J ) 1 
IF (lPs= NUlL.) 
RETUR N; 
lP•>I...._A DLJH ( U) = u.u...\,td?(~ (;>); 
IPLJT (lP); 
* SLêtP SY5TEM C~LL 





ü ( lc'I l c: l H1 E Ul l ; 
D(lJ: TlME(l); 
[) P /\ [J 1,1 ( n , U • U _., A R ~ [ R 0 J ) F 
1>,i1n 1.. E c ll P c ~1 P c n rn 1 , D c tJ , r 1 Mi: c ~ 1 , rr ME o 1 , > 0 ) , 
• 
s p L(•J () ; 
I 1-' ( D PC. M P ( TOUT C ~i ) , TOUT C l l , T I MF. t 0 l , TI ME C 1 ] ) < • 0 • • 
llPCIW(TOUT(OJ, TOUT(lJ, ll(~J, 0(11) > 0) ~ 
T O U T ni J : D C 0 J ; 
TOUT C1l = 0(1l1 
• 
SLF EP (TOUT, PSl.l: P); 
Annexe 9: 
LE FICHIER RDWRI.C 
readi 
writei 
# 1 N C L U D E '' , • / P A !< A M • ~ '' 
#JNCLUOE ",,llNOOE 0 H" 
# 1 NCLUOE ",. / lJSt.R , H" 
#lNCl,.UOl: 11 • 0 / 0UF , ti " 
# l N c; l U O E '' • ~ / C O 1~ F • H " 
#INCLLJUE ",,l:SYS Hl , H" 
I * 
FICHIER RDWRI.C 
* R E A O T ~I E F l L t C O t~ ~ E S P O NO l N G T O 
* THE lNUDE PO!NTfD AT RY THE ARGUMENT~ 
* THE ACTLJAL REA O ARGUMENTS ARE FOUNU 
* IN TH E VARLA UL[S:-
* U-4.HAS [~ 
* U-4.0FFSF.r 
* LJ"'-COU NT 
* U-4.St.GFLG 
•I 
CORt A0ü~ESS FOR DESTINATION 
~YTE OFFSET IN f lLF 
NUM~ER OF BYTES TU MEAD 
RtAD TO KtRNEL/USER 
RtAüT.(AlP) 
STRUCT lNUDt •AtP; 
" IrH • BP; 
. l T L B N , LI l'i , LI N ; 
f.lE.GlSTER ON, N: 
RtG!SltM STRUC T INOOE •1P1 
lP: AI?; 
IF ( U. u .... CU IJ rH : = 0 ) 
RETU f-lN; 
.148. 
!P->I~FLAG =+ IACC; 
lF((lP-->l-41101)E&lF MT) :: IFCHR) i 




L rj N = R f\l = L S H l F T t U ~ l J .,4. n f f S F. l , • 9 ) ; 
ON : u, u ... OFFSETt1l & 0.777; 
N : Ml N(Sl2-0N, u,u.,__CUUNT); 
IF((IP•>l.,__MOOE&IFMT) I= IFRLK) t 
ON: UPCMP(IP•>l.,4.S!ZE 3&~37 7, IP~>1:srZEl, 
U, U.,__OFFSET (0] , u. u ... OFFSET [1l) 1 
If(DN <:; ~) 
t E. l. St of 
+ 
f~E TUR N; 
N ; ~lllJ ( N , ON); 
1 f" ( ( i~ N : U i1 A P ( ! P , L RN ) ) : : t'! ) 
RETURN ; 
fl N ;; IP•>I..._l)EV7 
ON : l P•> l.,__i\DOR (0]; 
f~ A H L n C K : r t·J + 1 : 
IF (IP•>I.,__LAST~•t :: Lq~) 
13 P : 8 R[.\OA {O N, AN, RAr LOCK) 1 
F-:LSt. 
BP : BREi\P ( DN , B "l ); 
IP->l..._LASTH: LBN ; 
• 
. 149. lLJMOVE( HP , ON , N, R.i.REAU ); 
RRF LS E { f3 P ); FICHIER RDWRI.C suite 
----------------------i- 1>1 H I l.. E ( U • li ... E R R O H = :: 0 ~ li. IJ • lJ j.. C U U rH ! : ~'.l) ; 
• '' RITE THE Fl\..t C0I-HO:S P IJN0ING TQ 
* THE I N• Ot POI~TEU ~ f HY THE ARGU MEN T, 
* 'THE A Ç f UA L \~ 1n T 1:: A,~ G 1J "1 EN T S f\ RE F ()UNI') 
* IN THE VAR1A 8 LES: 
* U.._ BA S E 
• U.~ U F F SET 
• IJ.._ COUNT 
• U.._SEGFLr.; 
•I 
CORE ADORESS FOR SOU RCE 
RYTE OFFSET I N FILE 
NUMBER OF ij ff ES TO WR lT E 
W~l TE TO KERN~L/USER 
WfUT El (AIP) 
STRJCT lNJüE ~AIP; 
~ 
• 
lNT N~ ON; 
f-< E G l ST ER 1n1 , ~ N; 
REG!STER STHUCT !NOUE •IP; 
If' : AIP; 
l P- > I • ..FLA G = + I AC C + I U P IJ ; 
l f ( ( 1 p .. > I_.Jl(J Il E. & 1 F 1·1 T) :: : TF Cil R ) f 
'1 
( k C D F.: V S ~I C I r - > r. .. A n r.rn [ 0 J • D ... M A J O f,?) , Cl ..L W IH T E ) ( I P "" > l: A O O n ( 0 l ) ; 
RETURN ; 
I F cu.u ... c• u MT == ~ l 
RETURN: 
QO + 
HN : L HlFT ( U,U.._n FFS ET , -Q); 
U'J : u . u_.UFFSE T(1] & ~1 777; 
N : l"-1Il\l(512•0N, U, IJ..._COUN T); 
!F (( IP ->I..._ MO OE&IF MT) !:: IFBLK) i 
• ELSE 
I f ( ( B N :: ~ 11 A P ( l P , !Hl ) ) : : 0 ) 
RETUfm; 
!lN :: !P->l..._O EV ; 
ON : JP•>I..._htl DR [ v.\ J 1 
lF(N ::: 512) 
fl P : G E T R L K ( D N , B N ) ; l S E 
RP:: ijREAO ( ON , BN ); 
l 0M0 Vl:(AP , 0"l, N, ~ .... w,n TE): 
IF ( U.U..._ ERROR != ~ ) 
HREi,..SE. ( t3 P)J f.LSE 
I F ( ( U • U....._ 0 F F S E T ( t l IHJ 7 77 ) : :: '11 ) 
RAWR IT E(RP); ELSE 
fH) w R I 1 E ( il P ) ; 
l F (1) PC '<1 P ( I p .. > I .,_St Z E VI & ~fl 77 , l P- > l...._ SI l E 1 , 
J, U.,_ OFFSf T[ ,~ l, U, U.,_OFFSt. T(ll) < ~ && 
( 1 r • > I . ._ :•1 0 D E .<. ( l F B L K ~ I F C H R ) ) ;; :: v1 ) ,f 
If-'•> I .... S l Z E (1 : U • u ... 0 F F SET rn l ; 
IP•>I..._'31ZE1 = u . u ... oF • SET(l]; 
• 
IP ->I..._FLA G =+ IUPD: 
+ l'./ t, ILE(U,U ... ERROR ::: 0 &~ 1..1 , IJ ..._ COUN TL= ~:)) ; 
Annexe 10: 




It=(l < 25'.,) 
l"<ARU1ÇI\ :: OA P (1+1): 
~{ E. T U R "J ( 1'11 9 ) ; 
I * 
• PASS B i\C K C rn T,lf: LJSER AT HIS L. OCATl() N u ... ~HSE ; 
• U P O A T F: U --4, B A S i::. , li~ C lJ U N T , '\ N U l) _;~ 0 F F S f.. T • R é T lJ ~ N .. 1 
~ ON TH E LAST CH~RAG TER OF THE US~R~s REAn~ 
, 151 , 





lf ( U • J . .L S [; r- L G) 
• U. u ..... ~~3E : c; ~LS ~ 
I F ( $ U B Y T E ( lJ • U _ .. B A S E , C ) < ~1) ,f 
lJ, ~J-'-CO UN T--; 
U,U-4.ER '~OR :: F.FALIL 1: 
~ETu r~. c ... t)r 
.I f C t + U ~ U _.. 0 F F S t T t 1 l : : 1tJ ) 
11 , u .... nrfSEl c0 1 .. 1-; 
iJ • U ..._ '. l A St::. t + ; 
KETUR l~ ( l J.U .... CUUN T :: CH ... 1: (,)) ; 
• 
/ * 
•PICKUP AND HETU~N THE NE XT CHA~A CTER 
• WR lT E CALL AT l.O CATl ON U_._RA St:; 
• UPOA TE U_._ rlASf: , 11..._CO lPJî, ANO u:oFFSE..T , 
• WHf.N U_ .. CùU IH 1S EXHA1JSTED 0 L(~t3~SE 15 
• AD DRE SS jPACE UNLESS U_._SE~FLG 1~ St T. 
* / 
CPA SS () 
" ~EGISfEI~ C: 
1f( U . U_..COUN T •= 0 ) 
nE TURN (-1); 
1 F ( U • U .... SE t., r L G) 
F RlJ t"I HiE USER' S 
Rt.TUR N • l 
lN THE U5f.R 'S 
C : *U. U~ BASE ; tLSE 
I F ((C:FuRYTE(u-u:u~5E)) < ~ ) f 
L, U...._ EMROR ~ EF hULl: 
• 
/ . 
RETUR , (•t); 
U~tJ_..CUtJNT,.. .. , 
1 F ( t + IJ , U -'" lJ F F S E ·q l l : : f~ J 
U • l l ...._ r1 f F ~;f: T (0 J • t , 
U. J.~;, :i S F_ + +: 
R t:: l U R N ( C JI, 1'1 ~ 1 1 ) ; 
• ROU T I r~ t: w Hl r: t1 3 f. T S A L' S !: R f: ;rn n ~ ; PL fi CE r) lrJ 





NOTES CONCERNANT LE LECTEUR DE CARTES . CR.11 


































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































LE DRIVER DU LECTEUR DE CARTES CR . C. 
.159. 
I " 
Ct< 11 PLlNCHt:U CAR!l RF.AOER ORlVER 
# l N L U P f:: 11 • • / P /\ 1~ A 11 , H " 
#I NC LU Ot 11 • • 1co F . H" 
# 1 N C L u [) E. ,, • • / u " ~ R ' 11 Il 
#IJEF! Nf CK ,\ ! ) Il~ (11 7771bC'I 
# l)E FI NE Pf.Al) I}\ l 
#OEFINE f- J ECT lll 2 
#DEFI r: 1 Et-.Jl\i.lLE li'l 1 !'il ~J 
#OEF! NE llfJNE vl 2 0 1) 
Il DE F l l·J E 1~ E •\ tH f,' 4 ~10 
#OEFI E. '-!US Y ~ l r,H) en 
#OEFt ,~ i: 0 '~ (. 11 E. r~?, r~ Hl 
Jt.Off! Nf TI M P,JG r~ 4 -AvH;,i 
#DEFI lff l-1iJ f1 0 •\l 171 1 \l,Jvl;() 
# UÉ FI N F-: 1 lJPPF::R ~1 2 i 1 :,J L~ Id 
#üEF! NE. r:u o it:: 1,1 lJ ' vHI (1 
#OEFI NE. 1;_,rnu1~ ~ 1 ,i u ,,, vJ Cil 
#Of.Fl t~ t CL.OSF..U (,~ 
#üf.FP.JE W1\ITl NG 1 
#()Eft NE h' E AD l 1~ G ;> 
u OEF PJ [ F.UF 3 
#OEfi t\l E. c ,~rtn ·3 1,) 
STRIJCT ~ 
1 ,H C !~ S 1~ ; 
i ,\J T CR /\J CC\ 1~ ; 
I ;,~ T Ch' Ccrn ; 
,. . , 
CH A:~ tlUF F ~R t8ll 
CHA R ARHA'( [25 6 1 
+ 
\ô 4 0 , 0 6 1 , vil> 2 , vl b 3 , vH) a , · b 5, 0b6 , 0 67, 
lt) 7 1:1 , 1~ 377, ~ 7 ?. , fil4 ~ , r1 l 1il ~J , ,· 4 7, 0 75 , 0 42, 
it-? 71 , 0 377, ~• 2 6, V! 377, 
'" 3 7 7, (.II _H,, 0 377 , 0 4 , 
0 31 r, ftJ 37 7, r,, 3 7 i , f/. 317, . 24, 0 25, '!J 3 7 7 , 0 3 2 , 
0 6 0 , (,Il 'j 7 , ç1 l23 , 0 1 ?.'J , ~ l 25 , 01 126 , vl l27 , 0 13 0 , 
Ill\ 3 l , 'IJ 3 7 l , 0 l .3 11, (1 5 l j 1 45 , 0, ':, 5, ?i 7 b 1 0 77, 
f/1 132 , 0 3 7 7, [,) .5 4 , 'lJ 317 , (rl 3 7 7 , t-1 l 2, 0 2 7, c,,33, 
0 3 7 7 , ;~ 3 7T, 1 3 7 ! , ' 3 7 7 , ri 3 7 7, (,15 , r h , 0 7, 
J 55 , . 1 1 2 , ~ 1 1 3 , 7. 114 , 1 t S , vJl lh , '71 117 , i'l 12 0 , 
1 2 1 , '/J 3 7 7 , C' 4 1 , ~ 4 lJ, " '::i?., vl S 1 , "' ., 3 , 0 377, 
v.l 12 2, 0 è 1 , n 2 2, ~, 51 7 , , 377 , vl 3 7 7 , 0 l (71 , 0 377, 
0 .5 (~, •1 3 l , t-1 .5 7 7 , 'IJ 3 7 7 , ~ 377 , ~l.5 7 1 , 0 377 , 0 377, 
vJ\ 75 , tl l 7b, ~ l foi 3 , til lh.4 , r,i 1 h 5 , ~J 1 6 b , '~ 167 , v' 17 0 , 
0 171 , 'lJ 3 7 7, (1 .3 7 7 , ~ 3 7 7 , 377 , 1-13 7 7, rf'i 3 7 7 , 0 377, 
vl l 72 , "1 3 7 7 , 03 77 , 0 377 , 3 77, 0 577 , 0. 3 ., 7, 0 377, 
l1j {7, (1 ..S 7 I , 
,l li b, ill Hi l, 
1-l 1 l vJ , '-1 3 l 7, 
vJ 111, ~11, 
-1 377, 1~.577, 
0 173, tr:11 ,.q , 
v.115 \J , 0 577 , 
0 1 51, 0.S'77, 
0 3 7 7, 0 , 
0 377, 0 152, 
li'.lU:>1, 0 371 , 
0 l62, 0 !,"!7' 
~ 377, !il 2 \1 ' 
0 377, Vl 377 , 
ltl .577, v,l 3 7 I , 
0 377, ~3 77 , 
v.U77 , 1/'d 7 7, 
t 
I NT I . 
' 
! NT Cl~STATE . , 
CH Ol-'F.: N () 
f 
l;i !J71, 
r,q ri ?., 
0 J77, 
kl è , 
ftl .$7 "I , 
v, l Il 2 , 
(1 .S 7 7 , 
[~ 3 71, 
~j 3 7 7 , 
1,1 l 5 3 , 
c:) .5 7 7 , 
(,1 .5 7 7, 
LJ.577, 
(1.37 7 , 
(/1 3 7,, 
~n 11 , 
~'11 7 q , 
I f ( C R S 1 li T E l = C 1. 0 S f i) ) 
f 
0 .S7T, 
0 1 ~ .S , 
r,.J S if->, 
(1 3, 
0 377, 
0 1 11 3 , 
0 377, 
r,1 3 7 7, 
r1 3 7 7 , 
0 1'ï4, 
~ .57T, 
ILS 7 7, 
1'3'17 , 
~l .3 7 7 , 
0 377, 
0 371 , 
~377, 
U • U ... E t-1 :~ 0 R = E 'J X I O ; 
R!:f URN; 
• 
I = 0 ; 
CRSTAT E = WAllI NG ; 
Cf~ A f l 1H~ - >CRS R :: l F.. 1\1 A li L t ; 
CRI NPUT() ; 




IF(CRA UDR -> CRSR6 n UNE l 
f 
lt) 3 f 7 f 
~ l vl l i ' 
vl ]ll 1 
r,U77 , 
tl l 'J , 
1711 a li , 




fi1 3 7 7, 
Cil 3 7 7, 
(1 3 77, 
r;, 3 7 7, 
(~377, 
,1 3 1 7 , 
(}) 3 7 7, 
U0FF ER (ll = C~ AOOR -> CRCHR ; 
I++ ; 
~E TUR N ; 
• 
I F ( CR l\ lJ Il 1~ • > Cf~ S R )', C U l1 ,\J E ) 
f 
I F (C RS TATE == ~A ITI NGJ 
+ 
C ;~ S r A T 1: = RE. Ai) 1 N r, 
\~ :\ V EU P ( 11, Ci? ST AT E ) ; 
,. 
8U FF fR [ H~J : ~h5 ; 
l = '~ ; 
vl t. KE UP( &H UFFER) i 
1~ f:: Tu R N ; 
• 
.160. 
vH 7 f , 1 377 , 0377, 
~ l r,, '.:i ' 0 10b, 01~7, 
015 ~ , !715 3, 0174, 
vl l 1 , 0377 , 0177, 
fii 15, 016 , 017, 
01 t,~ , 0 14 b, 011.17, 
vU 7 7, C,3 77, 0377, 
VJ3 7 7, Pi3 77, r;, 37 7, 
~U71 , 0 377, 0377, 
1:1 1 5 b , 0157 , 0160, 
r;,.s7 7, rl.37 7, 0377, 
vU7 7, ~ 377, 0377, 
~ ..s 7 / , Pi3 7 7, 0377, 
vl 3 7 I , 0377, 0377, 
v'377 , 0 377, ~377, 
(137 /, C1 377, 0377, 
(71 '3 7 7, '7d77, 0377 
Ir t CR /\ f.l ü H - > C R 5 R ~ f: 1< R'J 1~ J 
f 
IF ( C R ,\ lJfJ H - > C •~ S fU, ( M (] f I rJ N ¼ T ! M l N G ) ) 
f 
u . u, ._ tl~ROR ;; E! O : 
CHS TAlE: EOF ; 
+ 
C 1~ A 1J fJ h' - > C Il S ? = & ~ 11 11 \ ; 




CHR cAU( ) 
f 
IN T Y ; 
DO 
f 
WH!!..E(l > A C~ ) 
f 
I F (C RS f ATt ;;: EO F) 
rH:. T ur~ r~ 
l :: 0 ; 
CR!NPUT() ; 
SL!:t:P( &LllJfff.f<,C HPR t); 
t 
Y : B U F f [ i~ r i + + J 
Y= & <,,:] 377; 
+ 
W H l l E ( P AS SC ( A 1< ~ 1\ Y t Y l ) > =: vJ ) ; 
+ 
CHCL0 :3t () 
't 
CRSTAf E = CLOS Eü ; 
• 
cr~ 1rwuT () 
f 
l-l Hl LE ( 1 ) 
f 
I F ( ( C 1-l A l) f H - > C 1~ S r~ & 1~ E A 1) Y ) : :: v.:l ) 
... 
C '~ t:. (.)D•~ •>C,: RSR +t-7 
Rt T UHr\l ; 
• 
('. K A ù n 1-1 - > C H S 1~ : & 0 1 7 ') 7 l 7 1 





LE FICHIER SPCOL.C. 
# 
# l)EFINE 
# 01:.F I Nt 
# DEflNt 
# DEFINE 
# OEF I N[ 
# DE::FI NE 




r) P E N f. IJ 1 
I N T I l , C A f~ T l:. , F 1 L E , f U O C !~ , f D R C R , F U ~" S F , F O O S F , t , J ; 
CHA R dUFFF-RtOll ; 
C H A 1~ t! F_ G 1 N ( 5 ) 11 i-- I L F 11 ; 
CHA R ENUCARO (4J "f::N O 11 ; 
'* ATTE NTI ON : Fllt t r ENn SON T tN MAJUSCULES*' 
C H A 1{ f l L E N A 11 E l 2 i., l " / lJ S R I C ,~ I •• ; 
/llr LE Pl~LJGH4 MMf: Sf-'OUL. . C St:. F~ r A 1.tl<E UN OECK DE. Ci\l~Tt.: E T '1E 
CREE.R UN FlCl"illR ti lSQIJf.: Qlll t::ST UN[ r:OP Tt:. D( Ct.S CARTES 
.163. 
L E P R O G R A M'1 f: S U' A E:. N E X E C U T tu N P E H M ,\ N E N T t ; l L S U r F I R A O E 
P L A C t. H S !: s C A ,~ f E 5 ü /1 ~J S L E l r. C T E U H E r C t: L L F. S ~ C 1 S E. R O N T L. LI E S • 
l,. E. N S E M 1-. E D E 3 C A '~ H:. S f)D 1 ., E rH F T R E P R t-= C E f1 t: E n lJ N E C A R T E O E BU T 
ET ~ U IV I D lJ "j L C /1 R 1 E F l r~ ( V 1) T R S P E Cl F l CA T J. 0 N S DU PRO GR fi MME ) 
MA ! r~ ( ) 
+ 
f ILE = Cl(,JS tD i 
OPE: 
/ * FILE EST UN LNTIER ~UI V~UT l ( OP~NED ) SI ON A OU 
F! Clllf: q DANS Lf: SPOül,.. 
•I 
F DOC f~ = 0 pt 1-,J ( ,, / () [ V / r, i~ Il , ,, ) , 
!F(F OO CR :: - l) 
P ,~ I r..J r F ( ,, CA ✓ N u T rJ PEN / n EV / Cf~ .. - - CR S POOL. PRO GRAM ") ; 
SLFEP ( 'ïJ ; 
r,o T O ll i'f:: 
t 
/ * L) t~ A 1' iJ Q tJ V!~ { R / I) f.. V / Cr~ r) . 4 L /1 N r, E l) ME L ECT U I? E. * / 
REA OC ,\R IJ : 
F u r~ C R = R i:. 1\ ; ) ( r 1) (J cr~ , l1 u r· F f_f,i , A t ) ; 
l f. ( FOR CR = = ~ l ) 1; 0 T O N f\ 1 ; 
1-' RI NT F ( " R t ,Hl t f? f~ 0 i? - - - ... C i\ R 1) tH: A 1) 1.: r? " ) ; 
If (FILE == \ ) 
f 
CL']SF: ( F,JOSF ); 
F.tLt :: Cl.(JS[:D ; 
,;. 
GOTO kEAi1CARO 
/ * L E r-./ 0 ~11 ~ ~ E U [ C Il!"? A C T E 1H: L U ; f3 1 
NIJ1 : 
II : EIUFrt:1~ Ull i 
[F(LI :: MPJ G~TO ANAL YS E : 
lf(FILE=:l) 
" 
w H .~ T E ( r !) rJ S F , t::l U F F E 1, , '3 t ) ; 
• 
GOTO REAOCi'. i-<Ll ; 
I* 
SI u~ A Lu UNt CA~TE 3P[C1ALE ( 1fR CARACTE RE = MP ) 
O 1~ L. AN AL, YS E: S l "l O 1~ , IJ ANS L E CA 8 () iJ UN F l C i1 I Er< 1: ST OUVERT 
0 N E C IH T l-, A C Af?î f f T U N R E T 'J IJ R 1\J f: A 1. A · L E C T li f~ E 
* / 
ANALYSEZ 
/ * 0 t-J A L lJ UN E C AfH E S P [CI At_ E , 0 t~ Dl) lT L AN A 1. YS 1:.1? AFIN 
D ~ V O I R S I L S A G 11 1.1 I J N F. C <\ R T 1:: n t. R lJ T , F 11\l O U ü U t~ l: C A R T t: 
ER IH) NE 1:: . pu IJ t, C n, ,\, rJ 1~ A pp EL L 1~ u \J t:: rrn u T 1 Nt (A N" ) (J u I 
H E W✓ 0 [ r IJ A t~ s l F. r JT 1. E f~ C tdH F.: L A V 1\ L f: u R 8 F G urn u u E R R OR 
cnEeU T,FI N, E~REUij ) SELON LE CAS 
ANA l); 
IF(CART E -- BE.: GJ 
.f 
l r" ( F !L F.: = : iJ P 1: ,1 F. 1 l ) C L D 5 E ( F n O !, F ) ; 
F D n ~H~ = C f.1 f: ,\ T ( F l L, E. N /\ t1 E , vj 6 6 b ) ; 
lF (f 00:'1F ::: -1) 
~ 
.164. 
P 1~ I 1 J T f ( 11 C A N N O T O P E N F I L E l N S P O O L \ N " ) ; 
l f ( C A H T E = : E l·J n ) 
--- - -------- -
F Il t:: :.: () P t N ': 1) 
GO T() l~Ei\1)C1\ ;(I); 
,. 
~ 
r,ofrJ OUT : 
't 
I f ( F I L [ - - 1.J P r:: 1 ~ i: Il ) 
i 
C L O S F.: ( F IJ r1 S F ) 1, 
FILE= CLrJSED ; 
• 
GlJîO R!:A{ CARD; 
• 







IF( FILE == OPl NEn) ~R IT E(FnO~f,RU FftR, Al) ; 
G l)1 U I? E A D C A H iJ ; 
• 
LA ROU T l Nt: AN A AN l\ l. 'I' SE U l\i t ç ,\ H T f:. 1\ F l f\l n' f SS AYE,~ n ' Y 
RECONNAITRE UNf CARTE nEAU T, UNE CARTE FIN , 
S 'IL NES A~I I , l DE L • uNt NI 0( L•AUfRE ILS AGIT 
n U N E C A H T t E R R f. lJ l~ , 
UN APPf.LLt: ANA LORS 1JUE LE 1ER CARt1CTEHE DE LA CAIHE 
EST MU LTl PUNCH , 
.165. 
AN A PO S l Tl O 1'-J Nt:.. L h V AR G L rJ B 1\ LE CAR T !: HJ X V A 1_ 1:. 1 J R $ 
(j E G F.. N r) E. 1~ IHW S f: L O I lJ U I L S A G ! T n U NE C Afl f F.: () t.. FI U T F l f\l O U E R f,W tœ E 
!NT X 
I = 1 ; 
J::O; 
EJECT(); 
I F ( C A 1~ T t - - F. 1-1 ~ fJ ~ ) 1~ E T U R I\ 1 
FüR(X=I; X <z 1+~1 X••) 
IFr dF. :· tN[X - ll != BUFFF.:f~[ Xl) 
f,rJT O TESTCND1 
/ #1 
L A PR E M 1 E RE Z UNE D f L .li C tdfl r-. F: S T F J LE n tJ S A Ti 1: NO n O f\J C A A V O I R 
UNE CARTE DF.BLJ f 
* I 
l =+ 5 ; 
CARTf : ~LG 
EJF:CT (); 
I f ( C A H T E. : = E K i 1 t) q J R E T LI H ;,,. : 
TRANSF(); 
l F ( C 1\ RTE : : E 1~ tW I?) RE 1 lJ IH\ 
F I LE N 1\ r1 E C J + + J = ' • • ; 
E,JECTl); 
l F ( C ART E : : F. f.' 1~ lJ R J RE T IJ RN 
T R A :,1 S F ( ) i 
l F (CARTE = = E 1< iW R ) HE 1 d ~ N ; 
FILf.:t,IAME[Jl :'\ 1.1 " ; 
RETURN ; 
TES TENU : 
FOR(X:l;X <= 1 • 3;X+tl 
I F ( EN 1) C ,\ f'? lJ t X - 1 J ! = ·3 U F r- ER [ X J ) 
GUTO ~.RHF.UR ; 
.166. 
/,, LA p 1-( E r1 C::f< 1: Lfl 1\J E () E l A CAR TF. Es T Et-,1 n , 0 N A 
0 i.J N C UNE C Mn F. F xr,1 
CA RTE 
RETUR , 
= F: rrn 
ERRtU~ : 
• I 
l.A PfH: 1'11 :H E ZO NI: lJl:. U\ C,\Rl E I\J ES r N! F IL E 1'11 lMO Il S AGIT 
DONC D U~F. CA~TE EijRQ~EE • 
N • t3 , : U N E C ,\ R T E ~ 1-i R O N E E P E U T A U $ S ! t T I< E O f: C E L E. E 1) A N S l. E P R E tU E n C A S 
( ~- I L. F.:) D A N ~) ! . i\ P P 1;: L D t: ~ H O U T I N f S 1: J E. C T E T T R i\ N S f , 





E J E C î A POU K f IJ T U F P ü S l T l O \J N F:. R I_' t N n I CE I AU I ROCH A t N 
8 Y T E Ll l F FE E N 1 ,) E S P I\ C E rJ A •~ S L ~: A LJ F FE I? 
. / 
! NT K i 
,,i H l LE t RU F F t: '< t l .l : ; • • l 
f 
I + + i 








C ..\ F~ r E :: E H 1~ 0 f~ .167. 
fff TUIHl 
; 
TRA 1..J$F 1\ PU IJR IW T [) [ TRANSFC::q(y OA~Js L.E ·r,,RL[All FlLENAME IND I CF. 
PAR J LES CARA~T~HF u~ HUFFER INnICE PAH 1 JUS~U'A CE QUE 
l O 1..J R E. 1 C O t-.1 îR 1: U I J S P A C E 
* I 
tNT L ; 
L = 0; 
w H Il.. E ( B U F F E f,! [ U l = • ' ) 




IF(L > 8 ) 
~ 
C ' n r E = F.: H Il () R 
I? E T IJ f~ 1-J ; 
1' 
f l U . A : H.: C J J :: fl 1.) F F F. R [ .Cl ; 
I++ ; 
lf(( :: i:\kl ) 
~ 
CARTF-: :: f.lHl.)R ; 
1, E TLJ ,~ r._: ; 
'1 
,J + ·• ; 
•t 
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