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Abstract
Min-max optimization, with a nonconvex-nonconcave objective function f ∶ Rd ×Rd → R, arises in
many areas, including optimization, economics, and deep learning. The nonconvexity-nonconcavity of f
means that the problem of finding a global ε-min-max point cannot be solved in poly(d, 1
ε
) evaluations
of f . Thus, most algorithms seek to obtain a certain notion of local min-max point where, roughly
speaking, each player optimizes her payoff in a local sense. However, the classes of local min-max
solutions which prior algorithms seek are only guaranteed to exist under very strong assumptions on
f , such as convexity or monotonicity. We propose a notion of a greedy equilibrium point for min-max
optimization and prove the existence of such a point for any function such that it and its first three
derivatives are bounded. Informally, we say that a point (x⋆, y⋆) is an ε-greedy min-max equilibrium
point of a function f ∶ Rd×Rd → R if y⋆ is a second-order local maximum for f(x⋆, ⋅) and, roughly, x⋆ is
a local minimum for a greedy optimization version of the function maxy f(x, y) which can be efficiently
estimated using greedy algorithms. The existence follows from an algorithm that converges from any
starting point to such a point in a number of gradient and function evaluations that is polynomial in 1
ε
,
the dimension d, and the bounds on f and its first three derivatives. Our results do not require convexity,
monotonicity, or special starting points.
ar
X
iv
:2
00
6.
12
36
3v
2 
 [c
s.D
S]
  2
3 J
un
 20
20
Contents
1 Introduction 1
1.1 Our contributions . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.2 Related work . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
2 Preliminaries 4
2.1 Exact local minimum . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.2 Approximate local minimum for C2-smooth functions . . . . . . . . . . . . . . . . . . . . . . 4
3 Greedy min-max equilibrium 5
3.1 Greedy max function . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
3.2 Approximate local minimum for discontinuous functions . . . . . . . . . . . . . . . . . . . . 8
3.3 Greedy min-max equilibrium . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
4 Main result 11
4.1 The necessity of dealing with discontinuities in the greedy max funtion . . . . . . . . . . . . 12
4.2 A simple example of a greedy min-max equilibrium . . . . . . . . . . . . . . . . . . . . . . . 12
5 Algorithm 13
5.1 Overview of our algorithm . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
5.2 The full algorithm . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
6 Overview of the proof of Theorem 4.1 17
6.1 Avoiding non-convergence by minimizing the greedy max function . . . . . . . . . . . . . . 17
6.1.1 Using the greedy max function to design an algorithm . . . . . . . . . . . . . . . . . 17
6.1.2 Proving that the minimization routine converges in bγ1 iterations . . . . . . . . . . . . 17
6.2 Bypassing difficulties in computing the “greedy max” function . . . . . . . . . . . . . . . . . 18
6.2.1 A computationally tractable alternative to computing the greedy max function . . . . 18
6.2.2 A local minimum for the greedy max lower bound hε is also a local minimum for
the greedy max gε . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
6.2.3 Finding an approximate local min for hε which is also an approximate local min for
gε . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
6.3 Computing a greedy path . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
6.4 Bounding the number of oracle calls . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
7 Discussions and limitations 20
8 Proof of main theorem 22
8.1 Setting constants and notation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
8.2 Bounding the number of gradient and function evaluations . . . . . . . . . . . . . . . . . . . 23
8.3 Lower bound for the greedy max function . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
8.4 Properties of gε and hε . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
8.5 Concluding the proof of main theorem . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
A Convex-concave setting 42
A.1 Comparison of greedy min-max and global min-max in the convex-concave setting . . . . . 42
B Hardness 45
B.1 Hardness of nonconvex optimization in the oracle model . . . . . . . . . . . . . . . . . . . . 45
B.2 Hardness of optimizing bounded Lipschitz RELUs . . . . . . . . . . . . . . . . . . . . . . . . 46
C Examples and numerical simulations 46
D Auxiliary remarks 47
1 Introduction
Min-max optimization of functions f ∶ Rd ×Rd → R where f(x, y) may be nonconvex and nonconcave in
both x and y, is an important problem in optimization and game theory [39] with recent applications in deep
learning including generative adversarial networks (GANs) [19], and robust training [28]. Specifically, in a
min-max problem one wishes to find a point x⋆, y⋆ that is a solution to the following optimization problem
min
x∈Rd maxy∈Rd f(x, y). (1)
In other words, f(x⋆, y⋆) = maxy∈Rd f(x⋆, y) and g(x⋆) = minx∈Rd g(x), where g(x) ∶= maxy∈Rd f(x, y).
When f is convex-concave, a remarkable array of structural and algorithmic results have been discovered
starting with the seminal work of von Neumann [43]; see, for instance, [7, 20, 15] and [36, 40, 1]. However,
the class of objective functions we consider is not assumed to be convex or concave in either variable
and turns out to be significantly harder. Specifically, we consider the setting where we are given zeroth-,
first-, and second- order oracle access to a uniformly b-bounded L1-Lipschitz objective function f with L2-
Lipschitz gradient and L3-Lipschitz Hessian for some b,L1, L2, L3 > 0. The nonconvexity of f in x alone
means that the problem of finding a global ε-min-max point cannot be solved in poly(d, 1ε , b,L1, L2, L3)
time. This is because the problem of finding a global ε-min-max point of a nonconvex objective function
is at least as hard as finding an approximate minimizer for a nonconvex function whose value is within ε
of the global minimum (since any optimization problem can be restated as the problem of finding a global
min-max point of a carefully defined objective function). For this reason, one cannot hope to obtain running
time bounds for finding a global min-max solution in the nonconvex-nonconcave setting that are polynomial
in 1ε , d,L1, L2, L3, b (see Appendix B.1 for hardness bounds).
Since the problem of globally minimizing a nonconvex function can be intractable, much of the past
work on minimization of nonconvex functions has focused instead on finding an (approximate) local min-
imum, roughly, a point which minimizes the function inside a small ball. More specifically, past work has
shown that one can find an ε-approximate local minimum in time roughly poly(1ε , L1, L2, L3) (see for in-
stance [32, 23, 4, 6, 42]). An ε-approximate local minimum for a function ψ ∶ Rd → R is a point x⋆ for
which ∥∇ψ(x⋆)∥ ≤ ε and λmin(∇2ψ(x⋆)) ≥ −√L3ε.
When attempting to solve min-max problems with nonconvex-nonconcave objective functions, one
would ideally like to obtain a point (x⋆, y⋆) which satisfies some notion of “local” min-max which gen-
eralizes the notion of “local minimum” to min-max problems. That is, one would like to obtain a point(x⋆, y⋆), where, roughly speaking, y⋆ is a local maximum for the function f(x⋆, ⋅) and x⋆ is a local min-
imum for the function f(⋅, y⋆). Many previous papers analyzing algorithms for min-max optimization of
more general nonconvex-nonconcave functions have focused on showing convergence to different notions
of local min-max equilibria. Unfortunately, while a global min-max point is always guaranteed to exist,
the classes of local min-max equilibria which these algorithms seek are only guaranteed to exist under very
strong assumptions on f , like convexity [41, 35, 33], monotonicity [26, 17], or sufficient bilinearity [2]. For
this reason, most algorithms which seek a local min-max point may either, take a very long time or require
special starting points to converge to a global min-max point, may converge to a point which is neither a
global nor a local min-max point, or (as is the case for gradient descent-ascent [25]) might not converge to
any point and may instead keep cycling forever.1
1For instance, [25] consider the function f(x, y) = y2 − 2xy, in the domain (x, y) ∈ [−1,1] × [−1,1] and they note that this
function does not have any local min-max points. One can extend this function to a smooth function on all of R2; see Remark D.1.
Roughly speaking, this is because for any point (x⋆, y⋆) to be a local min-max point, y⋆ must be a local maximum for the function
f(x⋆, ⋅), meaning that any min-max point is in the set [−1,1) × {−1} or the set (−1,1] × {1}. At any of these points, we can
decrease f by making a small change to the value of x in such a way that no small change in the value of y can then increase f ,
implying that none of these points are local min-max.
1
1.1 Our contributions
A new approximate equilibrium for nonconvex-nonconcave min-max optimization. Our first contri-
bution is a new local equilibrium — an ε-greedy min-max point. Informally, an ε-greedy min-max equilib-
rium point is any point (x⋆, y⋆) where y⋆ is an (ε-approximate) local maximum for the function f(x⋆, ⋅),
and x⋆ is an (ε-approximate) local minimum for a “greedy max” function gε(⋅, y⋆), which is a counterpart
to the global maximum function maxy∈Rd f(x, y).
Compared to the usual setting, we only allow the y player to choose points that can be reached using
an ε-“greedy path”. Ideally, we would like an ε-greedy path to be any path which increases the value of f
at some rate ε. However, that would be too restrictive, since the path might get stuck at a saddle point or
local minimum of f(x, ⋅), and we instead consider a second-order variant of the ε-greedy path condition.
The greedy max function gε(x, y) is the maximum value of f(x, ⋅) attainable by an ε-greedy path from the
initial point y.
The function gε(x, y) that arises is hard to evaluate and also discontinuous and, we have to introduce a
few additional ideas to arrive at our formal definition of ε-greedy min-max point (Definition 3.4 in Section
2) that allow us to deal with these issues.
Existence and an efficient algorithm to find an ε-greedy min-max equilibrium. Our second contribu-
tion is an algorithm that proves the existence of an ε-greedy min-max equilibrium for the class of functions
we consider (b-bounded, L1-Lipschitz objective function with L2-Lipschitz gradient and L3-Lipschitz Hes-
sian for some b,L1, L2, L3 > 0); see Theorem 4.1. In fact, our algorithm converges to an ε-greedy min-max
equilibrium in a number of gradient and function evaluations that is polynomial in 1ε , the dimension d, and
the smoothness bounds L1, L2, L3, b for the objective function f . Our algorithm does not require f to be
convex or monotone in either of its arguments, and can be applied to general smooth nonconvex-nonconcave
functions.
Since the objective function f may be nonconvex-nonconcave, and our only assumption on f is that it is
bounded and smooth, we cannot hope to efficiently compute the global maximum function maxy∈Rd f(x, y).
In place of this, we can instead hope to get a handle on the value of the “greedy max” function gε(x, y)
mentioned above. This is because gε(x, y) is defined using the endpoints of ε-greedy paths, and an ε-greedy
path can be obtained using a poly(1/ε, d, b,L1, L2, L3) algorithm.
However, a second difficulty which arises is that, since there may be many greedy paths with the same
initial point y, and gε(x, y) is the maximum value over all such greedy paths, it is still not feasible to compute
gε(x, y) in poly(1/ε, d, b,L1, L2, L3) gradient evaluations. To get around this second difficulty, one of our
key innovations is to show that, to find a greedy min-max point, it is in fact sufficient for our algorithm to
instead find a local minimum for a carefully constructed lower bound
hε(⋅, y) ≤ gε(⋅, y), (2)
where this lower bound can be computed via only a single greedy path of our choosing. We then show that
the endpoint of this greedy path is a fixed point for all greedy paths and deduce that any local minimum for
hε(⋅, y) is also a local minimum for the greedy max function gε(⋅, y).
A third difficulty is that gε, as well as its lower bound hε(⋅, y), are discontinuous, preventing us from
directly computing the gradient of either of these functions. Instead, we compute the gradient of a smoothed
version of hε using a gradient-free method. Computing these gradients allows us to find a local minimum
of hε(⋅, y) (and hence of gε(⋅, y)) in poly(1/ε, d, b,L1, L2, L3) gradient oracle calls.
2
1.2 Related work
While we are always guaranteed to have a global min-max solution under mild conditions 2, in settings
where f is nonconvex-nonconcave, the problem of finding a global min-max point is at least as hard as
finding a global minimizer for a nonconvex function, a problem known to be NP hard, including in settings
where the function is given as a neural network [9, 18, 30]. The problem remains hard when f and its first
three derivatives are bounded by numbers b,L,L2, L3 > 0; see Appendix B.1.
One approach to obtaining polynomial-time bounds for min-max problems is to restrict the objective
function to special cases. However, this approach requires making relatively strong assumptions on the
function, since any such assumption must allow for minx∈Rd f(x, y) to be computed (within error ε) in
poly(d, 1ε) time. For instance, if we restrict to the setting where f is convex-concave, we can apply no-regret
optimization algorithms to obtain a global min-max solution in time poly(d, 1ε) (see for instance [7, 20, 15],
and [36, 40, 1] for some more recent work in this area, as well as extensions to many-player concave games
[13] 3). There are also results for some special cases of functions f which are nonconvex. For example,
optimistic mirror descent [10], was shown to converge asymptotically to the global min-max solution for
a certain class of “coherent” nonconvex-nonconcave [31] payoff functions which include functions which
are quasi-convex quasi-concave 4 (note, however, that the authors do not provide running time bounds in
this setting). [34] considered min-max optimization problems for functions f that can be well-approximated
by certain classes of multivariate polynomials (“Hilbert” games) for which one can apply sum-of-squares
optimization techniques. Finally, there are results that assume that the function f is such that we have access
to a “black box” global optimization oracle which gives the global minimum of f(x, y) at any query point(x, y) (see for instance [5]).
If one wishes to obtain algorithms with provable bounds in more general nonconvex settings, one can
instead replace the global min-max with a solution concept which approximates global min-max. However,
the currently available “approximate” solution concepts either make very strong restrictions on the ways in
which players can choose their strategies, or, like the local min-max concept discussed in the introduction,
they may not be guaranteed to exist in settings where a global min-max solution is known to exist. While
the definition of local min-max can be weakened by, roughly speaking, allowing the second player to choose
strategies in a much larger (but still very small) ball than the first player [25], even this weaker definition is
still not guaranteed to exist in settings where a global min-max point is guaranteed to exist (see Remark D.1).
For this reason, papers which analyze algorithms using local min-max either do not provide convergence
guarantees [25], or resort to making very restrictive assumptions on f , for instance assuming that f(x, y) is
convex or monotone in y [41, 35, 33], or that f is locally convex-concave in a neighborhood of a solution
point and that their algorithm is initialized in this convex-concave neighborhood [38].
Alternatively, to obtain polynomial-time guarantees in a more general setting, some papers change the
“decision rules” which players use to choose their strategies. For example, in [21] the authors replace
the min-max decision rule with a decision rule that says each player chooses a strategy which is (locally)
optimal under the assumption that her opponents’ moves at the current iteration will be drawn from a mixture
of strategies that were used at past iterations of the game.5
2The extreme value theorem implies f ∶ C ×D → R has a global min-max point if f is continuous and C,D ⊆ Rd are compact.
For uniformly bounded f ∶ Rd ×Rd → Rd, an ε − approximate global min-max point exists for every ε > 0.
3We note the problem of finding a (mixed) Nash equilibrium for two-player zero-sum games with finite strategies is equivalent
to the problem of finding a min-max solution to a convex-concave zero-sum game with bilinear payoff.
4More generally, they show asymptotic convergence for functions for which each global min-max point (x⋆, y⋆) is a solution
to the Minty variational inequality (∇xf(x, y),−∇yf(x, y))⊺((x, y) − (x⋆, y⋆)) ≥ 0 ∀(x, y) ∈ Rd × Rd, and each solution to
the minty variational inequality is a solution to the global min-max problem.
5Note that this assumption is different from the setting in our paper, where, roughly speaking, we assume that each player seeks
to (approximately) optimize her payoff at the current iteration of the game and does not assume that her opponent will play the
same strategies that were played at past iterations.
3
2 Preliminaries
In this section we go over some preliminary definitions that we need to state our main definition and result.
In the following, “Lipschitz” means Lipschitz in the Euclidean metric, and ∥ ⋅ ∥ denotes the Euclidean
`2 norm. λmax(A) denotes the largest eigenvalue of any square matrix A, and λmin(A) denotes its smallest
eigenvalue. ∥A∥op = supv≠0 1∥v∥2 v⊺Av denotes the operator norm of any square matrix A.
By a Ck function, for some k ∈ Z∗ we mean a function whose k’th derivatives are continuous at every
point in its domain. By a C∞ function, we mean a function which is in Ck for all k ∈ Z∗. We consider the
setting where we have a C2 function f ∶ Rd ×Rd → R. We assume that there are numbers b,L1, L2, L3 > 0
such that f is uniformly bounded above and below by b, is L1-Lipschitz, has L2-Lipschitz gradient and has
L3-Lipschitz Hessian. That is, for every x, y, x˜, y˜ ∈ Rd we have∣f(x, y)∣ ≤ b (uniformly bounded), (3)
∣f(x, y) − f(x˜, y˜)∣ ≤ L1√∥x − x˜∥2 + ∥y − y˜∥2 (Lipschitz), (4)
∥∇f(x, y) −∇f(x˜, y˜)∥ ≤ L2√∥x − x˜∥2 + ∥y − y˜∥2 (Lipschitz gradient), (5)
∥∇2f(x, y) −∇2f(x˜, y˜)∥op ≤ L3√∥x − x˜∥2 + ∥y − y˜∥2 (Lipschitz Hessian). (6)
2.1 Exact local minimum
Definition 2.1 (Exact local minimum). A point x⋆ ∈ Rd is an (exact) local minimum point of a function
ψ ∶ Rd → R if there exists δ > 0 such that
ψ(x⋆) ≤ ψ(x) ∀x ∈ Rd such that ∥x − x⋆∥ ≤ δ (7)
Moreover, if (7) holds with a strict inequality, then we say that x⋆ is a strict (exact) local minimum point.
In this paper we also refer to this type of point as an exact local minimum to differentiate it from the
notion of approximate local minimum, which we define later (although note that in most papers an exact
local minimum is referred to simply as a “local minimum”): Finally, we say that x⋆ is a (strict) exact local
maximum of ψ if x⋆ is a (strict) exact local minimum of −ψ.
2.2 Approximate local minimum for C2-smooth functions
Unfortunately, even under smoothness assumptions ((3)-(6)), it is not always possible to find an exact local
minimum (or even a ball of radius 1 containing such a point) in a number of gradient and function evaluations
that is polynomial in the dimension d (see Remark B.3 in Appendix B for a class of functions satisfying our
smoothness assumptions, but where we cannot find an exact local minimum in a number of gradient and
function evaluations that is polynomial in the dimension d).
Instead, we would like to relax Definition 2.2 in a way that still allows us to obtain polynomial-time
bounds for finding a notion of “local minimum” point. Towards this end, [32] consider the fact that, for a
C2-smooth function ψ ∶ Rd → R, any point x⋆ is a strict (exact) local minimum if and only if at the point
x⋆ the gradient of ψ is zero, and the Hessian of ψ is positive definite (i.e., all of its eigenvalues are strictly
greater than 0) (see also, e.g. [4, 16, 12]). In particular, if the gradient of ψ at x⋆ is 0, and the Hessian is
positive definite, then there exists a small enough ball around x⋆ such that for every point x ≠ x⋆ inside this
ball, ψ(x) is strictly greater that ψ(x⋆).
4
A natural way to relax this necessary and sufficient condition for a point to be a local minimum, is to
instead require the gradient to have its magnitude bounded above by some number ε > 0, and the Hessian to
have all its eigenvalues bounded below by some negative number of “small” magnitude. In particular, if the
function has L3-Lipschitz Hessian, then, starting from any point where either the gradient has magnitude
greater than 4ε or the eigenvalues of the Hessian are bounded below by −√L3ε, there is always a path
which increases f at an “average” rate of at least 18ε (see Remark 3.1 in Section 3.3). This motivates the
following notion of an approximate local minimum: This approximate local minimum is now widely used
in the nonconvex optimization literature (see for instance [32, 16, 23, 4, 6, 42]):
Definition 2.2 (Approximate local minimum for C2-smooth functions). Consider a C2-smooth function
ψ ∶ Rd → R. A point x⋆ is an approximate local minimum for ψ with parameters ε, θ ≥ 0 if
∥∇ψ(x⋆)∥ ≤ ε, λmin(∇2ψ(x⋆)) ≥ −θ. (8)
Finally,we say that x⋆ is an approximate local maximum of ψ if x⋆ is an approximate local minimum of −ψ.
If ∥∇ψ(x⋆)∥ ≤ ε and ∇2ψ(x⋆) has one eigenvalue ≥ θ and one eigenvalue ≤ −θ, then we say that x⋆ is an
approximate saddle point of −ψ.
In many applications, one fixes θ in Definition (2.2) to be a function of ε [32, 23]. The exact choice of
how one fixes θ depends on the particular application, and oftentimes different scalings are used in the same
paper depending on the particular result or application [4]. In our setting we use two different values of θ:
when referring to an approximate local maximum on f(x, ⋅), we use θ = √L3ε (see Section 3.1 for why we
choose this particular scaling), and, roughly speaking, when defining an approximate local minimum on gε,
we use θ = √ε for notational convenience.
Importantly, one can view Definition 2.2 as being motivated by a class of second-order optimization
algorithms as, roughly speaking, a second-order optimization algorithm can rapidly decrease the value of ψ
when starting from any point which is not an approximate local minimum.
3 Greedy min-max equilibrium
3.1 Greedy max function
Greedy path. Recall from Section 1.1 that, ideally, we would like a greedy path to be any path which
increases the value of f at some rate ε. However, that would be too restrictive, since the path might get stuck
at a saddle point or local minimum of f(x, ⋅), and we instead consider a second-order variant of the greedy
path condition that is based on the concept of approximate local minimum (or, more precisely, approximate
local maximum) of Definition 2.2. We say that a function ϕ ∶ [0, τ] → Rd is a greedy path if the following
conditions hold.
1. The path ϕt is continuous on [0, τ].
2. ϕt is differentiable except at a finite number of points, and at these points we have ∥ ddtϕt∥ = 1. In
other words, ϕt is a unit-speed path.
3. Ideally, we would like the value of f to increase at a rate of at least ε at every point along our greedy
path. However, we would also like there to always be a greedy path which is able to escape any point
y which is not an approximate local maximum point of f(x, ⋅), even if y is a saddle point or local
minimum of f(x, ⋅); see Remark 3.1.
To allow our definition of greedy path to include paths which can escape saddle points and local
minima, we instead require that at every point along the path ϕt either one of two conditions holds:
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(a) the value of the function f(x,ϕt) along this path increases at a rate ε, or, (b) the second derivative
of f(x,ϕt) when traveling along the unit-speed path ϕt is at least √ε, but even in this case we still
require that the value of f is not decreasing at a rate of more than ε.
More specifically, at every point t ∈ [0, τ) we require that f(x,ϕt) is continuous and differentiable
from the right in t, and that either of the following statements hold6:
(a) ddtf(x,ϕt) > ε, or
(b) d
2
dt2
f(x,ϕt) > √L3ε and ddtf(x,ϕt) ≥ −ε.
Remark 3.1 (Greedy paths can escape saddle points and local minima). Conditions (3a) and (3b) to-
gether ensure that for any y where either (i) the gradient ∇yf(x, y) has magnitude greater than ε or (ii) the
eigenvalues of the Hessian ∇2yf(x, y) are bounded below by −√L3ε, there is always a unit-speed greedy
path (with parameter ε) starting at y which can increase the value of f at an average rate 7 of at least 12ε by
traveling a distance of at most 12
√
ε√
L3
. Moreover, since one such greedy path is always a straight line in the
direction of either the gradient ∇yf(x, y) or the largest eigenvector of ∇2yf(x, y), all one needs to compute
such a path is access to the gradient and Hessian of f(x, ⋅). This fact can also be viewed as a motivation
for the definition of approximate local maximum (Definition 2.2): roughly, any point which does not satisfy
both conditions (i) and (ii) (up to a constant factor) is an approximate local maximum. Thus, starting from
any point y which is not an approximate local maximum of f(x, ⋅) (with parameters (ε,√L3ε)), there is
always an easy-to-compute greedy path (with parameter ε) which allows one to increase the value of f .
Finally, we note that, from a given starting point y, it is not always possible to reach all points in Rd with
a greedy path (Figure 1, left). In particular, while the global maximum of f(x, ⋅) may not be accessible via
any greedy path from a given starting point y, starting from any point y, one can always extend a greedy
path (of parameter ε = 0) until one reaches a local maximum of f(x, ⋅) (Figure 1, middle) (for ε > 0 one
instead reaches an approximate local maximum (Definition 7)).
If we have access to the gradient and Hessian of f(x, ⋅), it is easy to compute a greedy path which reaches
an (approximate) local maximum (Remark 3.1). However, starting from a local minimum or saddle point,
there may be many directions to choose from which allow one to increase the value of f , and, depending on
which direction one chooses, one may end up at a different local maximum (Figure 1, right). There can be
many different local maxima which are reachable by a greedy path from the same starting point. While it is
easy to compute a greedy path which ends at an approximate local maximum point from any given starting
point y, it may be intractable to find the greedy path which reaches the local maximum with the largest
value of f(x, ⋅) which can be reached by greedy path from this starting point. This is because one may have
to compute a very large number of different greedy paths before finding the largest local maximum that is
attainable by a greedy path initialized at y. We refer to the value of f at the largest local maximum point
attainable from a given starting point y as the greedy max function gε, which we formally define in the next
section.
Greedy max function. Recall from our high-level discussion in Section 1.1 that the greedy max function
gε(x, y) is the maximum value of f(x, ⋅) attainable by any greedy path (with parameter ε) from the initial
point y. Therefore, to define gε(x, y) we must consider the set of all greedy paths starting at the point y.
Towards this end, we define the set Sε,x,y ⊆ Rd of endpoints of greedy paths (with parameter ε), for any
6In this equation d
dt
and d
2
dt2
are derivatives taken from the right. That is, for any function h ∶ R → R, d
dt
h(t) = limδ↓0(h(t +
δ) − h(t))/δ, and similarly for the second derivative.
7By “average rate” of at least 1
8
ε we mean that the increase in f divided by the length of the path is ≥ 1
8
ε. In other words,
f(x,ϕτ )−f(x,ϕ0)
τ
≥ 1
8
ε.
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Figure 1: Left figure: The left figure shows the region reachable by greedy paths starting from an initial point A (the
lighter, non-shaded region), for ε = 0, on the function f(x, y) = − sin(y1) cos(y2) + 2e− (y1−2)2+y2210 − 1.5e− (y1−2)2+y224 +
0.5e−2((y1−2)2+(y2−3)2) + 2e−2((y1+3.8)2+(y2−3.3)2) (for simplicity, in this figure we have chosen a function which has
no dependence on x). Middle figure: The point B with the largest value of f that is reachable from a greedy path
starting at A (black curve from A to B) is a local maximum of f(x, ⋅). However, in this example, to reach the global
maximum point C when starting form the point A, one must take a path which is not greedy and where the value of
f may decrease over long stretches (black curve from A to C). Right figure: There are many different greedy paths
of maximal length that start at the same point A but which end up at different local maxima. Two of these paths are
shown here, with one greedy path reaching the local maximum point B and a different greedy path reaching the local
maximum point C, which has a smaller value of f than the point B. The local maximum at B is the maximum value
attainable from any greedy path starting at A, and the value of f at the end of this path determines the value of the
greedy max function gε(x,A) = f(x,B).
x, y ∈ Rd and ε > 0. We say that a point z ∈ Sε,x,y if there is a number τ ≥ 0 and a path ϕ ∶ [0, τ]→ Rd which
is a greedy path (with parameter ε) for f(x, ⋅), with initial point ϕ0 = y and endpoint ϕτ = z. The greedy
max function gε(x, y) is the maximum value of f(x, ⋅) attainable by any greedy path in the set Sε,x,y:
gε(x, y) ∶= sup{f(x, z) ∶ z ∈ Sε,x,y}. (9)
Recall also from Section 1.1 that we would like to find an approximate local minimum for gε(x, y) in the x-
variable. However, there are two main difficulties which arise. First, gε may not be continuous (see Section
4.1 for a simple example where gε is discontinuous). This means that our algorithm must be able to minimize
functions with discontinuities. Roughly, we would like our algorithm to be able to rapidly decrease the value
of gε at any point which is not an (approximate) local minimum for the possibly discontinuous function gε.
However, it is not clear how to define an approximate local minimum for discontinuous functions, since the
current notion of approximate local minimum (Definition 2.2) requires the function to not only be continuous
but also C2-smooth. To allow us to analyze optimization algorithms in this discontinuous setting we would
therefore like to define a new notion of approximate local minimum which applies to discontinuous functions
(Definition 3.3 in Section 3.2).
Another difficulty is that the value of gε(x, y) may be intractable to compute at some points (x, y), since
one may need to compute a very large number of greedy paths, each with the same initial point y, before
finding the greedy path with the largest value of f , which determines the value of gε(x, y). Realistically, this
means that in general we cannot hope to give our algorithm access to the exact value of gε. Our algorithm
overcomes this problem by instead computing a lower bound for gε, and using access to this lower bound to
minimize the function gε (See section 6.2.1 of our proof overview). Informally, computing any greedy path
until it reaches an approximate local maximum allows us to obtain such a lower bound, and we show that
our algorithm is able to find a point (x, y) which is an approximate local minimum for gε(⋅, y) (in the sense
of Definition 3.3) by computing only this lower bound for gε (see Section 6.2.2 of our proof overview).
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3.2 Approximate local minimum for discontinuous functions
While an exact local minimum is well-defined for discontinuous functions, the current notion of approximate
local minimum (Definition 2.2) applies only toC2-smooth functions. However, as mentioned in Sections 1.1
and 3.1, our greedy min-max equilibrium requires us to define a notion of approximate local minimum which
applies to discontinuous functions. Towards this end, we would like to introduce a notion of approximate
local minimum which applies to discontinuous functions and which allows one to analyze the performance
of optimization algorithms on discontinuous functions. We would like this definition to be as close as
possible to the notion of approximate local minimum (Definition 2.2). This allows us to more easily relate
our results to past work in the optimization literature. For instance, in our proof, we would like to adapt
results from [12] about escaping saddle points in polynomial time to the setting of discontinuous functions
(see the end of Section 6.1.1 of our proof overview). On the other hand, recall from Section 3.1 that in
our setting we cannot expect our algorithm to have direct access to the discontinuous function gε(⋅, y) we
wish to minimize. In particular, to allow us to handle this more difficult setting where we only have indirect
access to the function we wish to minimize, we would like our notion of approximate local minimum to
satisfy the property that any point which is an exact local minimum is also an approximate local minimum
under our definition.
The first step is to approximate a discontinuous function ψ with a C2-smooth function that is compatible
with Definition 2.2. There are many ways one could approximate a discontinuous function with a family of
C2-smooth functions. However, when choosing which C2-smooth approximation to use, we would like it
to satisfy the following three properties.
1. C2 smooth with Lipschitz Hessian. We would like each function in our family of approximation
functions to be C2-smooth with Lipschitz Hessian. This would allow us to apply Definition 2.2 to any
function in this family.
2. Shared local minima. We would like our family of approximation functions to have the property that
for any point x⋆ which is an (exact) local minimum of the objective function ψ, for any ε > 0 there is
a function in this family such that x⋆ is also an approximate local minimum, for parameter ε, of the
C2 approximation function (in the sense of Definition 2.2).
3. Easy to compute. We would like each function in our family of approximation functions to be easily
computed within some error ε at any point x using a poly(d, ε, b) number of evaluations of ψ.
Towards this end, we would like to consider the family of functionsF where we convolve ψ with a Gaussian
density N(0, σ2Id) of some variance σ2 and zero mean. That is, we would like to consider the family of
functions consisting of functions of the form
ψσ(x) ∶= Eζ∼N(0,Id) [ψ(x + σζ)]
for some σ > 0. This family of functions is C2-smooth and has Lipschitz Hessian, which satisfies our
first property (1). This is because, any function convolved with a Ck-smooth is also Ck-smooth. Since a
Gaussian is C∞-smooth, convolving with a Gaussian gives us a C∞-smooth function. Moreover, if ψ is
b-bounded, then convolving ψ with a Gaussian gives a b-bounded function with the magnitude of its k’th-
derivatives bounded by 2b times the kth derivative of the Gaussian density, that is, 2b × 1
σ2k+1√2pi for every
k > 0 (see Remark D.2). In particular, this means our smoothed function ψσ(x) is also a b-bounded, with
b × 1
σ7
√
2pi
-Lipschitz Hessian.
The family of functions F also has the advantage that, if ψ satisfies our b-boundedness assumption (3),
it can be computed within error ε in poly(d, ε, b) number of evaluations of ψ with probability at least 910
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if one uses a Monte-Carlo computation of the expectation Eζ∼N(0,Id) [ψ(x + σζ)], which satisfies our third
property (3).
To satisfy our second property (2), we would ideally like to ensure that, for every exact local minimum
x⋆ of the original function ψ, for every ε > 0 there is a small enough σ > 0 such that x⋆ is an approximate
local minimum (with parameter ε) of the smoothed function ψσ = Eζ∼N(0,Id) [ψ(x + σζ)]. Unfortunately,
smoothing ψ by convolution alone does not directly allow us to satisfy our second property (2). The follow-
ing example illustrates this problem.
Example 3.2 (Convolution can shift local minima). Consider the function ψ ∶ R → R, where ψ(x) =−2x1(x ≤ 0)+ x1(x > 0)+1(x ≤ 0) = x− 3x1(x ≤ 0)+1(x ≤ 0). This function is discontinuous at x = 0,
and has an exact local minimum at the point x = 0 (which also happens to be its global minimum point).
If we smooth the function by convolving it with a Gaussian distribution N(0, σ2) for any σ > 0, we get the
smooth function 3σ 1√
2pi
e− x22σ2 − x + xΦ( 1σx) + Φ(− 1σx), where Φ(⋅) is the standard Gaussian cumulative
distribution function. This function is C∞-smooth since Φ(⋅) is C∞-smooth (and it therefore satisfies our
first property (1)). However, for any σ > 0, the gradient at x = 0 of the smoothed function is −1.5 − 1
σ
√
2pi
.
Thus, for any σ > 0, x = 0 is not an approximate local minimum of the smoothed function for any parameter
ε ≤ 1.5.
In Example 3.2 the gradient of the smoothed function ψσ at x⋆ = 0 has magnitude at least 1.5 for any σ > 0
even though x⋆ = 0 is a local minimum of ψ. To understand how this is possible, we consider the following
formula from [14] for the gradient of the smoothed function ψσ which allows one to estimate the gradient
of ψσ when one has access to the discontinuous objective function ψ:
∇ψσ(x) = 1
σ
Eζ∼N(0,Id)[(ψ(x + σζ) − ψ(x))ζ].
In other words, if one samples random points near x⋆, one can obtain a non-zero gradient for ψσ even if
all of these sampled points have values greater than ψ. If ψ were smooth, finding a small step σζ which
increases the value of ψ (by at least some amount proportional to the step size) would imply that ψ decreases
in the direction −σζ. For smooth objective functions one can therefore find a descent direction (a direction in
which ψ decreases) simply by first finding an ascent direction σζ and then moving in the opposite direction−σζ. Unfortunately, this is not true for discontinuous functions, since if ψ is discontinuous, it may be that
ψ(x⋆ + σζ) > ψ(x⋆) does not imply that ψ(x⋆ − σζ) < ψ(x⋆) no matter how small a step σζ we take.
In other words, for discontinuous objective functions the presence of an “ascent direction” along which the
objective function increases do not imply the existence of a “descent direction” along which the objective
function decreases. The only thing that matters when determining whether a discontinuous function has
a local minimum at some point x⋆ is whether, in every ball containing x⋆, there are points x⋆ + σζ for
which ψ(x⋆ + σζ) < ψ(x⋆). To enable our definition of approximate local minimum to only consider those
directions which decrease the value of ψ, when determining whether a point x⋆ is an (approximate) local
minimum we instead consider the truncated function min(ψ(x), ψ(x⋆)). We then smooth this truncated
function by convolving it with a Gaussian, to obtain the following smoothed function of x:
Eζ∼N(0,Id) [min(ψ(x + σζ), ψ(x⋆))] .
This function has the property that it is both C2 smooth and has b
σ7
-Lipschitz Hessian, since it is the convo-
lution of a b-bounded function ψ with a Gaussian of variance σ2.
We say that x⋆ is an approximate local minimum “with smoothing σ” for a discontinuous function ψ, if
x⋆ is an approximate local minimum of the smooth function Eζ∼N(0,Id) [min(ψ(x + σζ), ψ(x⋆))].
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Definition 3.3 (Approximate local minimum for discontinuous functions). We say that x⋆ is an approx-
imate local minimum, with parameter ε ≥ 0 and smoothing σ ≥ 0, for a b-bounded function ψ if
∥∇xS(x⋆)∥ ≤ ε, (10)
λmin(∇2xS(x⋆)) ≥ −√ε, (11)
where S(x) ∶= Eζ∼N(0,Id) [min(ψ(x + σζ), ψ(x⋆))] .
3.3 Greedy min-max equilibrium
We are now ready to define the concept of greedy min-max equilibrium (Definition 3.4), which can be seen
as a generalization of approximate local minimum to the min-max optimization setting (see Remark 3.5).
We say that (x⋆, y⋆) is a greedy min-max equilibrium if y⋆ is an approximate local maximum for the C2-
smooth function f(x⋆, ⋅) (in the sense of Definition 2.2), and if x⋆ is an approximate local minimum of the
(possibly) discontinuous function gε(⋅, y⋆) (in the sense of Definition 3.3).
Definition 3.4 (Greedy min-max equilibrium). We say that (x⋆, y⋆) ∈ Rd × Rd is a greedy min-max
equilibrium, with parameter ε ≥ 0 and smoothing parameter σ ≥ 0, if we have
∥∇yf(x⋆, y⋆)∥ ≤ ε, λmax(∇2yf(x⋆, y⋆)) ≤ √L3ε, (12)
and
∥∇xS(x⋆)∥ ≤ ε, λmin(∇2xS(x⋆)) ≥ −√ε, (13)
where S(x) ∶= Eζ∼N(0,Id) [min(gε(x + σζ, y⋆), gε(x⋆, y⋆))].
We can view the point (x⋆, y⋆) in Definition 3.4 as a type of equilibrium in the setting of min-max opti-
mization. Namely, suppose that the maximizing player can only make updates in the set Sε,x,y⋆ of points
attainable by a greedy path initialized at y⋆. Then under this constraint, the maximizing player cannot make
any update to y⋆ that will increase the value of f(x⋆, ⋅). Moreover, we have that x⋆ is an approximate local
minimum (in the sense of Definition 3.3) of the function maxy f(x, y) if the maximum is taken over the set
Sε,x,y⋆ of updates available to the maximizing player.
Remark 3.5. We note that any approximate local minimum point y⋆ of a function ψ ∶ Rd → R is also a
greedy min-max equilibrium (x⋆, y⋆) for the function f(x, y) = −ψ(y) for any x⋆ ∈ Rd. In this sense,
Definition 3.4 can be viewed as one possible way to generalize the concept of approximate local min-max
points to the min-max optimization setting.
Remark 3.6. In a parallel line of work [29] a different notion of local min-max equilibrium is proposed.
In the current paper, the max-player is empowered to use greedy paths which model a class of second-
order optimization algorithms, while in [29] the max-player is restricted to a subset of these paths which
correspond to first-order optimization algorithms. This means that in [29] min-min points (points where
both players are at a local minimum) are included in the local equilibrium proposed. Including second-order
conditions for both the maximizing and minimizing players in our Definition 3.4 allows us to ensure that
our definition only includes (approximate) min-max points, but excludes points which may be (approximate)
min-min points. The second-order conditions also end up making the proofs in this paper significantly
harder.
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4 Main result
As mentioned in Section 2, we assume that f ∶ Rd × Rd → R a C2 function, is uniformly b-bounded, is
L1-Lipschitz, has L2-Lipschitz gradient and has L3-Lipschitz Hessian. We consider the setting where we
are given access to a zeroth-order stochastic oracle F for the function f , a first-order stochastic oracle Gy
for its gradient ∇yf , and a second-order stochastic oracle Hy for its Hessian ∇2yf . We say that the error of
the stochastic oracles F , Gy and Hy is bounded by ρ if
∣F (x, y) − f(x, y)∣ ≤ ρ,
∥Gy(x, y) −∇yf(x, y)∥ ≤ ρ,
and −ρ ≺Hy(x, y) −∇2yf(x, y) ≺ ρ
for all x, y ∈ Rd. In the following theorem we assume that the error of these stochastic oracles is bounded
by ρ where ρ ∶= ε6σ32 min(1,L1,L2,L3)
1011d5(1+b7) .
Theorem 4.1 (Greedy min-max existence and algorithm). Let ε, σ > 0, with σ ≤ 1√
εd
, and consider any
uniformly bounded Lipschitz function f ∶ Rd × Rd → R with Lipschitz gradient and Hessian. Then there
exists a point (x⋆, y⋆) ∈ Rd × Rd which is a greedy min-max equilibrium for f with parameter ε⋆ and
smoothing parameter σ, for some ε⋆ ≤ ε.
Moreover, there exists an algorithm which, given access to stochastic zeroth-, first, and second-order
oracles with error ≤ ρ for an L1-Lipschitz function f ∶ Rd × Rd → [−b, b] with L2-Lipschitz gradient and
L3-Lipschitz Hessian for some b,L1, L2, L3 > 0, and numbers ε, σ ≥ 0, with probability at least 910 generates
a point (x⋆, y⋆) ∈ Rd ×Rd which is a greedy min-max equilibrium for f with parameter ε⋆ and smoothing
parameter σ, for some ε⋆ ≤ ε. Moreover, this algorithm takes a number of gradient, Hessian, and function
evaluations which is polynomial in 1ε , d, b,L1, L2, L3, σ
−1.
Theorem 4.1 says that, for any b-bounded function f with L2-Lipschitz gradient and L3-Lipschitz Hessian,
our algorithm is guaranteed to converge to a greedy min-max equilibrium in a number of steps that is poly-
nomial in 1/ε, the dimension d, and the smoothness parameters b,L1, L2, L3. Aside from the bounded and
Lipschitz assumptions, our result does not make any additional assumptions on f . This is different from
many prior results which assume that f(x, y) is convex-concave or monotone [41, 35, 33] or sufficiently bi-
linear [2]. Although there are other prior works which do not assume that f is convex-concave or monotone,
many of these works instead assume that there exists a fixed point for their algorithm on the function f , and
that their algorithm is initialized somewhere in the region of attraction for this fixed point [22, 25, 3, 45]. In
contrast, Theorem 4.1 guarantees that our algorithm converges from any initial point (x, y) ∈ Rd ×Rd.
Finally, note that we have not tried to optimize the order of the polynomial running time bound in
Theorem 4.1. Since nonconvex optimization is a special case of min-max optimization, one future direction
would be to obtain tighter polynomial running time bounds bounds which match the polylogarithmic-in-d
bounds available in nonconvex minimization (see e.g. [23]).
Remark 4.2. The greedy min-max equilibrium which our algorithm finds depends on the initial point(x0, y0), and to search for other greedy min-max equilibrium points, one can run our algorithm using
different initial points.
Remark 4.3 (Compactly supported convex-concave setting). In Appendix A we consider a “projected
gradient” version of our greedy min-max equilibrium which applies to compactly supported convex-concave
objective functions. The main difference is that the compact support requires the presence of a projected
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Figure 2: In this example we have f(x, y) = cos(x + y) sin(2x + 2y) − e−x2 (left). We see that if we change x from
one value x to a very close value xˆ, the “best” greedy path (i.e., the greedy path whose endpoint has the largest value
of f ) undergoes a very large, discontinuous change. This implies that the “greedy max” function gε(x, y) (right) is
discontinuous in x along the parallel lines x + y = −2.52 and x + y = −0.62.
gradient in our definition of greedy min-max equilibrium. We show that, in the setting where f is a convex-
concave fun tion on compact support, a point (x⋆, y⋆) is a “projected gradient greedy min-max equilib-
rium” if and only if it is a global min-max point (Theorem A.3).
4.1 The necessity of dealing with discontinuities in the greedy max funtion
At first glance, it may seem that we can simply restrict ourselves to considering functions f(x, y) for which
the greedy max function gε(x, y) is continuous. This would greatly simplify our proof, since we could ex-
clude “unstable” situations where the min-player proposes a small change in x which would then cause the
max-player to respond by making a large change in her strategy. A second difficulty involving discontinuous
greedy max functions is that, since we allow our algorithm to start at any point, even greedy max functions
with discontinuities far from the greedy min-max solution point(s) are challenging to analyze. Unfortu-
nately, even very simple functions f(x, y) oftentimes have discontinuous greedy max functions gε(x, y)
(See Example 4.4 and Figure 2). Excluding functions where such discontinuities arise would greatly restrict
the applicability of our results, and a large part of our proof is devoted to dealing with the possibility of
discontinuities in the greedy max function.
Example 4.4 (A simple example of a discontinuous greedy max function). As a simple example (Figure
2), consider the function
f(x, y) = cos(x + y) sin(2x + 2y) − e−x2 .
For any 0 < ε < 0.1, our greedy max function gε(x, y) is discontinuous at the (parallel) lines x + y = −2.52
and x + y = −0.62, with gε(x, y) = −e−x2 in the region enclosed between the two lines and gε(x, y) =−e−x2+0.77 on each side of that region. Such examples are easy to come by and extend to higher dimensions.
4.2 A simple example of a greedy min-max equilibrium
As a simple example of a greedy min-max equilibrium, consider again the function
f(x, y) = cos(x + y) sin(2x + 2y) − e−x2 ,
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any 0 < ε < 0.1, and σ < 0.1ε. If we fix x⋆ = 0 and y⋆ = −1.57, then y⋆ is an approximate local maximum
point for f(0, ⋅) for parameter ε (in the sense of Definition 2.2), and x⋆ is an approximate local minimum
point for gε( ⋅ ,−1.57) for parameters ε, σ (in the sense of Definition 3.3). In other words, Inequalities (12)
and (13) are satisfied for (x⋆, y⋆) = (0,−1.57). Thus, Definition 3.4 says that the point (0,−1.57) is a
greedy min-max equilibrium for f(x, y), for parameters ε, σ.
5 Algorithm
In this section we go over our algorithm. We start by giving an overview of our algorithm (Section 5.1), and
we then formally state the full algorithm (Section 5.2).
5.1 Overview of our algorithm
Our algorithm consists of two routines: a minimization routine (Algorithm 2) which combines a hill-
climbing algorithm with stochastic gradient descent (SGD) to find an approximate local minimum in the
x variable for (a smoothed version of) the greedy max function gε(x, y), and a maximization subroutine
which uses a second-order optimization method to compute a greedy path whose endpoint is an approximate
local maximum for the objective function f(x, y) in the y variable. We remark that, to allow for a broader
range of applications, our algorithm takes as input a stochastic zeroth-order oracle F for f ∶ Rd ×Rd → R,
a stochastic gradient oracle Gy for ∇yf , and a stochastic Hessian oracle Hy for ∇2yf .
Algorithm 2 begins by calling Algorithm 1 to obtain an initial point y1 which is a approximate local
maximum for f in the y variable (Lines 3-4). After this initialization step, Algorithm 2 uses a random hill-
climbing algorithm which samples points at random near the current point xi to search for a point which
decreases the value of the greedy max function, until it reaches a first-order stationary point (Lines 8-15). It
then attempts to escape the first-order stationary point by running stochastic gradient descent (SGD) (Lines
16-29). The Gaussian noise added to the SGD step ensures that we do not get stuck at a first-order stationary
point which is not an approximate (second-order) local minimum (see for instance [12]). Roughly, after
initialization at the point (x1, y1), our algorithm consists of the following steps:
1. Minimization routine (Algorithm 2): At each iteration i, update the point (xi, yi) by doing:
1a. Use a randomized hill-climbing step to search for a point which decreases the value of a function
h(⋅, yi) which is a lower bound for the greedy max function (Lines 8-15). If the hill climbing
step makes no progress, starting at the point xi, run noisy SGD in the x variable (Lines 16-29).
We compute hε and its stochastic gradient by calling our maximization subroutine (Algorithm
1; see Step 2 below).
1b. If we find a point xi+1 which decreases the value of h(⋅, yi), call Algorithm 1 again to compute
a greedy path for f(xi+1, ⋅). Set yi+1, to be this path’s endpoint and go back to step (1a). Else,
stop and conclude that (xi, yi) is a greedy min-max equilibrium.
2. Maximization subroutine (Algorithm 1): compute a greedy path which seeks to maximize f in the
y variable.
2a. If we are not at a first-order stationary point, run SGD on f in the y variable without added noise.
(Lines 5-7)
2b. If we reach a first-order stationary point, compute the eigenvector of the Hessian of f which has
the largest eigenvalue, and take a step in the direction of that eigenvecotor. (Line 12)
2c. If Step (2b.) cannot escape first-order stationary point, conclude that we have reached an ap-
proximate (second-order) local maximum; stop computing the greedy path. (Lines 10-15)
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Minimization (Algorithm 2). At each iteration i, we use a random hill-climbing step together with SGD
to try to find a point xi+1 which, roughly speaking, decreases the value of gε(⋅, yi) while keeping yi fixed,
in the sense that
gε(xi+1, yi) ≤ gε(xi, yi) − γ1,
for some parameter γ1 > 0. If we are successful, we then use Algorithm 1 to find a point yi+1 which is an
approximate local maximum for f(xi, ⋅). If we are unsuccessful in decreasing the value of gε, we conclude
that xi is an approximate local minimum for gε(⋅, yi) and our algorithm stops. In our proof, roughly, we
show that
gε(xi+1, yi+1) = gε(xi+1, yi) ≤ gε(xi, yi) − γ1,
implying that our algorithm converges to a point (xi⋆ , yi⋆) for which x⋆ is an approximate local minimum
of gε(⋅, y⋆) and y⋆ is an approximate local maximum of f(x⋆, ⋅) after at most b/γ1 iterations of the While
loop of the minimization routine.
Bypassing difficulties in computing the “greedy max” function. Ideally we would like to use gε(⋅, yi)
as our objective function for the minimization routine (Algorithm 2). Unfortunately, computing a stochastic
gradient for gε may be intractable, since gε is defined as the supremum of the value of f at the endpoints
of a very large number of greedy paths. For this reason we instead run SGD on a different objective func-
tion h(⋅, yi), where h(⋅, yi) is a lower bound for gε. We compute this lower bound efficiently by calling
Algorithm 1 to compute only a single greedy path (Algorithm 2). In our proof, we show that finding a
point (x⋆, y⋆) for which x⋆ is an approximate local minimizer for h(⋅, y⋆) is in fact equivalent to finding an
approximate local minimizer for gε(⋅, y⋆), as long as y⋆ is an approximate local maximizer for f(x⋆, ⋅).
Maximization subroutine, to compute a greedy path (Algorithm 1). In the maximization subroutine
(Algorithm 1), we compute a greedy path which seeks to maximize the function f(xi, ⋅), starting at the
initial point yi. This greedy path is obtained by combining a first-order and a second-order optimization
method. We start by running stochastic gradient descent until we reach an approximate first-order stationary
point (a point where the gradient has magnitude ≤ ε). Once we reach a first-order stationary point, we use
our stochastic Hessian oracle to obtain an approximation for the Hessian, and then we take a step in the
direction of the largest eigenvector of this Hessian. We repeat these steps until we reach a (second-order)
approximate local maximum for f in the y variable. Roughly speaking, the line segments connecting the
steps of Algorithm 1 form a greedy path (with parameter ε).
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5.2 The full algorithm
In this section we give a formal statement of our algorithm.
Algorithm 1: Computing a greedy path
Input: Stochastic oracle F for a function f ∶ Rd ×Rd → R, Stochastic oracles Gy for its gradient∇yf , and Hy for its Hessian ∇2yf
Input: x, y0, ε, ε′
Output: A point yLocalMax which is an approximate local maximum (with parameter ε′) for f(x, ⋅)
1 Set hyperparameters δ = Θ˜( ε6σ32
b2(1+b7)d2 ), µ1 = Θ(δ 1L2(L1+1)), µ3 = Θ(δ(ε +√ε)L−1/23 ),
µ4 = Θ(√δL3ε)
2 Set `← 0
3 Set Stopy = False
4 while Stopy = False do
5 if ∥Gy(x, y`)∥ > ε′ + ρ then
6 Set y`+1 ← y` + µ1Gy(x, y`) ⎫⎪⎪⎪⎬⎪⎪⎪⎭
If we are not at a first-order stationary point,
run SGD without added noise.
7 Set `← ` + 1
8 else
9 Compute an eigenvalue-eigenvector pair (v, λ) of Hy(x, y`), s.t. λ ≥ λmax(Hy(x, y`)) − µ4
10 if λ > √L3ε′ then
11 Set a = sign(Gy(x, y`)⊺v)
12 Set y`+1 ← y` + µ3av
13 Set `← ` + 1
⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
If “noisy” SGD escapes
first-order stationary point
go back to running (noiseless) SGD.
Else, stop and conclude we are
at a second-order stationary point.14 else
15 Set Stopy = True
16 return yLocalMax ← y`
Remark 5.1. In the above algorithm we use a variant of stochastic gradient descent for minimization (Al-
gorithm 2) and maximization (Algorithm 1). In Algorithm 2 we can replace the stochastic gradient descent
steps with any optimization algorithm which leads to an approximate local minimum. We can replace the
stochastic gradient ascent steps in Algorithm 1 with any optimization method, as long as this optimization
algorithm follows a greedy path.
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Algorithm 2: computing a greedy min-max equilibrium
Input: Stochastic oracle F for a function f ∶ Rd ×Rd → R, Stochastic oracles Gy for its gradient∇yf , and Hy for its Hessian ∇2yf
Input: σ, ε > 0
Output: Some ε⋆ < ε and a point (x⋆, y⋆) which is a greedy min-max equilibrium (with parameters
ε⋆, σ) for f
1 Set hyperparameters η = Θ˜(σ5b−2(bσ−12 + dε−2)−1), γ1 = Θ˜(ε5σ16/((1+b2)d)), I2 = Θ˜(η−1ε−1/2),
δ = γ21/(8b2), I3 = 30bγ−11 , I4 = Θ(log(b/γ1))), ε0 = ε/2 8
2 Set (x0, y0)← (0,0), and Set x1 ← x0. ▷ Initialize at (0,0) 9
3 Run Alg. 1 with inputs x← x1 and y0 ← y0, ε← ε, and ε′ ← ε0(1 + δ).
4 Set y1 ← yLocalMax to be the output yLocalMax of Algorithm 1. ⎫⎪⎪⎪⎬⎪⎪⎪⎭
Initialize at approximate local
maximum for f in y variable.
5 Set h0 ← F (x1, y1), Stop← False, i← 0
6 while Stop = False do
7 Set i← i + 1, NoProgress← True, εi ← εi−1(1 + δ)2, X0 ← xi
8 for j = 1 to I3 do ▷ Restart “noisy” SGD up to I3 times.
9 if NoProgress = True then
10 Set ζij ∼ N(0, Id)
11 Run Alg. 1 with inputs x← xi + σζij , y0 ← yi, ε← ε, and ε′ ← εi(1 + δ).
12 Set Y ← yLocalMax to be the output yLocalMax of Algorithm 1. } Computegreedy path in y.
13 if F (xi + σζij ,Y) ≤ F (xi, yi) − γ1 then
14 Set xi+1 ← xi + σζij and yi+1 ← Y , ⎫⎪⎪⎪⎬⎪⎪⎪⎭
Check if a large SGD step
could decrease greedy max
lower bound function h.15 Set h0 ← F (xi, yi), Set NoProgress← False, and i← i + 1
16 for j = 1 to I4 do ▷ Restart “noisy” SGD up to I4 times.
17 if NoProgress = True then
18 for k = 1 to I2 do
19 Set u ∼ N(0, Id)
20 Run Alg. 1 with inputs x←Xk−1 + σu, y0 ← yi, ε← ε, ε′ ← εi(1 + δ).
21 Set Y ← yLocalMax to be the output yLocalMax of Algorithm 1. } Compute greedypath in y.
22 Set hk = min(F (Xk−1 + σu,Y), F (xi, yi)) ▷ Compute low bd. for trunc. greedy max
23 Set Γk = (hk − hk−1) 1σu ▷ Compute SG for greedy max lower bd. fn. hεi .
24 Set ξ ∼ N(0, Id), Xk ←Xk−1 − ηΓk + αξ ▷ Noisy SGD to try minimizing h w.r.t. x
25 Run Alg. 1 with inputs x←Xk, y0 ← yi, ε← ε, and ε′ ← εi(1 + δ).
26 Set Y ← yLocalMax to be the output yLocalMax of Algorithm 1. } Compute greedypath in y.
27 if F (Xk,Y) ≤ F (X0, yi) − γ1 then
28 Set xi+1 ←Xk and yi+1 ← Y , ⎫⎪⎪⎪⎬⎪⎪⎪⎭
Check if noisy SGD was
able to decrease greedy max
lower bound function h.29 Set h0 ← F (xi, yi), NoProgress← False, i← i + 1
30 if NoProgress = True then
31 Set Stop = True ⎫⎪⎪⎪⎬⎪⎪⎪⎭
If none of the I4 runs of “noisy” SGD
were able to decrease h, conclude that we have
reached an approximate local minimum for h in x.
32 return i⋆ ← i, ε⋆ ← εi⋆ , and (x⋆, y⋆)← (xi⋆ , yi⋆)
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6 Overview of the proof of Theorem 4.1
6.1 Avoiding non-convergence by minimizing the greedy max function
A major pitfall in avoiding non-convergent behavior in min-max algorithms in the nonconvex setting arises
from the fact that a local min-max point may not exist. For this reason, any algorithm whose limit points
are local min-max points (including, for instance, the popular gradient descent-ascent algorithm) cannot
have convergence guarantees in a general nonconvex setting, making it difficult to compare different min-
max optimization algorithms in a rigorous manner. As discussed earlier, our main contribution towards
resolving this issue is our definition of a greedy min-max equilibrium, and our proof that this greedy min-
max equilibrium always exists for a large class of objective functions which are not assumed to be convex or
monotone in either variable. In particular, the greedy max function gε which we introduce in our definition is
key to obtaining a local min-max solution concept with existence guarantees in a general nonconvex setting.
6.1.1 Using the greedy max function to design an algorithm
To prove existence of a greedy min-max equilibrium, we make use of the greedy max function to design
a novel min-max optimization algorithm. We then prove that this algorithm converges to a greedy min-
max equilibrium in polynomial time, providing a guarantee that a greedy min-max equilibrium exists. To
minimize the greedy max function, our algorithm implements a stochastic gradient-based minimization rou-
tine which makes use of a maximization subroutine to compute the greedy max function. One difficulty
in computing the greedy min-max function is the fact that it may not be differentiable. Towards this end,
our minimization routine (Algorithm 2) uses a combination of a gradient-free version of stochastic gradient
descent (SGD) with added random noise to escape saddle points, together with a randomized hill-climbing
method, to find an approximate local minimum in the x variable for (a smoothed version of) the greedy max
function gε(x, y). Our maximization subroutine uses a combination of stochastic gradient descent and a
second-order optimization method to compute a greedy path whose endpoint is an approximate local max-
imum for the objective function f(x, y) in the y variable (Lemma 8.2). At each step i of the minimization
routine (Algorithm 2), we use roughly I2 = O˜(b3σ−15ε−2.5) steps of noisy SGD, together with a randomized
hill-climbing method which takes roughly I3 = O˜( b5dε3σ16 ) function evaluations, to find a point xi+1 which,
roughly speaking, decreases the value of gε(⋅, yi) while keeping yi fixed. Specifically, xi+1 decreases the
value of gε by
gε(xi+1, yi) ≤ gε(xi, yi) − γ1, (14)
where, roughly, γ1 = ε3σ16b4d . If we are unsuccessful in finding a point which decreases the value of gε, even
after restarting noisy SGD many times, we apply bounds on our stochastic gradient (Propositions 8.7, 8.8)
to results about noisy gradient descent [23], [24] to conclude that xi is an approximate local minimum for
gε(⋅, yi) and that SGD converges to this point (Proposition 8.10).
6.1.2 Proving that the minimization routine converges in bγ1 iterations
To bound the number of iterations of our minimization routine, we would like to show that
gε(xi+1, yi+1) ≤ gε(xi, yi) − γ1
9More generally, one can initialize at any point (x0, y0) ∈ Rd ×Rd. By initializing at different points, one can oftentimes obtain
different greedy min-max equilibrium points as outputs.
10See Section 8.1 for precise values of hyperparameters.
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at each iteration i of the algorithm (Lemma 8.1). Since f , and hence the greedy max function gε, are
uniformly bounded by b, this would imply that our algorithm converges in bγ1 iterations of the minimization
routine. To prove this fact, we would like to show that
gε(xi+1, yi+1) ≤ gε(xi+1, yi),
and then apply Inequality (14). Towards this end, roughly speaking, we use the fact that yi+1 is the endpoint
of a greedy path which seeks to maximize the function f(xi+1, ⋅), starting at the initial point yi. Since
gε(xi+1, yi) is the supremum of the value of f at the endpoints of all such greedy paths, we have that
f(xi+1, yi+1) ≤ gε(xi+1, yi).
Finally, we show that
gε(xi+1, yi+1) = f(xi+1, yi+1).
Towards this end, we note that the endpoint yi+1 of the greedy path computed by Algorithm 2 is an approxi-
mate local minimum for f(xi+1, ⋅). To show that this property holds, we make use of the fact that all greedy
paths which start at a local maximum point such as yi+1 do not go anywhere and therefore have endpoint
yi+1. Since gε(xi+1, yi+1) is the supremum of the value of f at the endpoints of all greedy paths that start at
yi+1, we must have that gε(xi+1, yi+1) = f(xi+1, yi+1).
6.2 Bypassing difficulties in computing the “greedy max” function
6.2.1 A computationally tractable alternative to computing the greedy max function
Ideally we would like to use gε(⋅, yi) as our objective function in our minimization routine (Algorithm 2).
Here we encounter a second difficulty. Namely, computing the function gε or its gradient is oftentimes
intractable, since gε is defined as the supremum of the value of f at the endpoints of a very large number
of greedy paths. For this reason we instead run our minimization routine on a different objective function
hε(⋅, yi), where hε(⋅, yi) is a lower bound for gε (Proposition 8.5). We compute this lower bound efficiently
by calling Algorithm 1 to compute only a single greedy path formed by the line segments connecting the
steps of Algorithm 1. We note that minimizing hε(⋅, yi) in place of gε(⋅, yi) at each iteration i in Algorithm
2 does not change our reasoning in Section 6.1, where we showed that Algorithm 2 converges in bγ1 =
O˜( b5d
ε3σ16
) iterations (Lemma 8.1).
6.2.2 A local minimum for the greedy max lower bound hε is also a local minimum for the greedy
max gε
Unfortunately, since the difference between the value of hε(x, y) and gε(x, y) may be very large at many
points (x, y), we cannot hope to use hε to closely approximate gε at every point. To get around this problem,
we instead show that finding a point (x⋆, y⋆) for which x⋆ is a local minimizer for hε(⋅, y⋆) is in fact
equivalent to finding a local minimizer for gε(⋅, y⋆), as long as y⋆ is a local maximizer for f(x⋆, ⋅) (Lemma
8.3). As a key step in our proof, we make use of a fixed point property for greedy paths: if y⋆ is a local
maximum for f(x⋆, ⋅), y⋆ is a fixed point for all greedy paths which seek to maximize the function f(x⋆, ⋅).
Using this fact, we show (Proposition 8.6) that the functions hε and gε are equal to each other at the point(x⋆, y⋆), namely,
hε(x⋆, y⋆) = gε(x⋆, y⋆) = f(x⋆, y⋆).
Since gε is the supremum over a collection of functions which includes hε, we have that
gε(x, y) ≥ hε(x, y) ∀(x, y) ∈ Rd;
see Proposition 8.5. We then argue that gε(x, y) ≥ hε(x, y) for all (x, y) ∈ Rd, together with the fact that
hε(x⋆, y⋆) = gε(x⋆, y⋆), implies that x⋆ is a local minimizer of the function gε(⋅, y⋆).
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6.2.3 Finding an approximate local min for hε which is also an approximate local min for gε
A third difficulty arrises from the fact that, (as is standard in the setting of nonconvex optimization) our
algorithm is only guaranteed to find an approximate local minimum rather than a true local minimum for
hε. Moreover, as discussed in Section 2 the functions hε and gε may in reality not be continuous. For this
reason our algorithm finds an approximate local minimum for a smoothed version of the function hε, rather
than a true local minimum. Ideally, we would like to extend our argument that the local minima of hε are
also local minima of gε, in order to show that smoothed versions of hε and gε also share approximate local
minima, by arguing that, any approximate local minimum for the smoothed version of hε(⋅, y⋆) is also an
approximate local minimum for the smoothed version of gε.
Unfortunately, the fact that hε shares its local minima with gε does not extend to the setting where one
seeks approximate local minima. As a counter-example, one may consider the discontinuous step functions
ϕ(x) = 1[−1,1](x) and ψ(x) = 1[− 1
100
, 1
100
](x). Here, ψ is a lower bound for ϕ, and the two functions are
in fact equal at the point x⋆ = 0 which is a (non-strict) local minimum for both functions. However, if
we smooth both ϕ and ψ by convolving each function with a standard Gaussian, the smoothed version of
ψ will have an approximate local minimum at 0 while the smoothed version of ϕ will no longer have an
approximate local minimum at 0.
To overcome this difficulty, we show that, in addition to finding an approximate local minimum x⋆ for
the lower bound function hε, the point x⋆ which our algorithm finds satisfies a stronger property. Namely,
we show that, for any point x⋆ where our algorithm stops, a particular stochastic gradient for the smoothed
version of hε has a low expected magnitude of roughly ε1.5σ14b−2 (Proposition 8.8). In Lemma 8.3 we show
that, if this additional property is satisfied for any approximate local minimum x⋆ of the smoothed version
of hε, this approximate local minimum x⋆ must also be an approximate local minimum for gε. In particular,
we use the fact that this stochastic gradient has low variance to bound the difference between the smoothed
functions at the point x⋆,
∣gx⋆ε (x⋆, y⋆) − hx⋆ε (x⋆, y⋆)∣ ≤ ε1.5σ14b−2.
This bound allows us to show that if a σ-smoothed version of hε has a Hessian with eigenvalues bounded
below by roughly −√ε at the point x⋆, the “smoothed greedy max” function gε defined in Section 2 and used
in our formal definition 3.4 of greedy min-max, must also have Hessian with eigenvalues bounded below by−√ε at x⋆.
6.3 Computing a greedy path
In order to find a greedy min-max equilibrium (with parameter ε), at every iteration i of Algorithm 2, we
would like to call Algorithm 1 to compute a path which is greedy (with parameter ε), and also has a starting
point which was an approximate local maximum point for the same value of ε before the min-player’s
proposed update. Since the starting point at iteration i is an endpoint of a greedy path (with parameter
ε) that was computed at iteration i − 1, we would ideally like the endpoint of our greedy paths to also be
approximate local maxima for the same value of ε. Here we encounter a fourth difficulty. Namely, the fact
that our algorithm does not use infinitesimal steps means that we cannot expect it to be able to compute
a path which is both greedy (with parameter ε) and also has an endpoint which is an approximate local
maximum, for exactly the same values of ε. To overcome this difficulty, we increase ε slightly at each
iteration of our algorithm by a small factor (1 + δ). We show that if we choose step sizes µ1 = O(δ 1L1L2 )
and µ3 = O(δ√ε/L3) then the line segments connecting the steps of Algorithm 1 form a greedy path (with
parameter ε), and that the endpoint of this path is a (1+ δ)ε-approximate local maximum (Proposition 8.4).
By choosing δ = ε/imax, where imax = O˜(b5dε−3σ−16) is an upper bound on the number of iterations i in
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Algorithm 2, we are able to obtain a greedy min-max equilibrium (with parameter ε⋆) for a value of ε⋆ that
is no larger than ε after imax iterations.
6.4 Bounding the number of oracle calls
To bound the number of function evaluations in the maximization subroutine, we show that the second-order
Hessian-based step in Algorithm 1 causes the gradient to increase to a magnitude greater than ε at least once
in every
√
ε
µ3
√
L3
iterations of Algorithm 1. Since the gradient step in Algorithm 1 has step size µ1, and the
function f is bounded by b, Algorithm 1 takes roughly O( √ε
µ3
√
L3
× bµ1 ) gradient, Hessian and function calls
each time it is run.
We have already noted that the number of iterations of the outer loop in Algorithm 2 is at most b/γ1 =
O˜(b5dε−3σ−16). Moreover, we note that, inside this outer loop, there is a loop to run SGD which we show
in Lemma 8.1 takes roughly I2 = O˜(b3σ−15ε−2.5) iterations, as well as a separate loop for the hill climbing
method which takes I3 = b/γ1 = O˜(b5dε−3σ−16) iterations.
Since each iteration of the maximization subroutine (Algorithm 1) takes O(1) gradient, Hessian, and
function evaluations, the number of gradient evaluations for Algorithm 2 can be bounded by roughly
O ( bγ1 × (I2 + I3) × b√εµ1µ3√L3 ), where µ1 and µ3 are given in Section 6.3. This implies that our algorithm
takes roughly O(d4L1L2L3b25
ε13.5σ94
) gradient, Hessian, and function evaluations. We remark that we have made
no attempt to optimize our bound.
7 Discussions and limitations
Comparison of Definition 3.3 to exact local minimum. The following lemma shows that any exact local
minimum x⋆ of a possibly discontinuous function is also an approximate local minimum for the function ψ
for small enough ε, σ > 0 (in the sense of Definition 3.3). We then use this Lemma to show that any local
saddle point is also a greedy min-max equilibrium for small enough ε, σ > 0 (Corollary 7.2).
Lemma 7.1. Suppose that x⋆ is an exact local minimum for ψ ∶ Rd → R, and that there is a number b > 0
such that ∣ψ(x)∣ ≤ b for all x ∈ Rd. Then for any ε > 0 there exists σ⋆ > 0 such that for any 0 < σ ≤ σ⋆, x⋆ is
an approximate local minimum for the function ψ with smoothing σ.
We defer the proof of Lemma 7.1 to Appendix D.
Corollary 7.2. Suppose that (x⋆, y⋆) is an exact local minimum for a C2-smooth function f ∶ Rd×Rd → R,
and that there is a number b > 0 such that ∣f(x, y)∣ ≤ b for all x, y ∈ Rd. Then there exists σ⋆ > 0 such that
for any ε > 0 and any 0 < σ ≤ σ⋆ we have that (x⋆, y⋆) is an approximate local minimum for the function ψ
with parameters ε, σ.
Proof. Any point (x⋆, y⋆) which is a local saddle point has the property that x⋆ is an exact local minimum
of f(⋅, y⋆) and that y⋆ is an exact local local maximum of f(x⋆, ⋅). This implies that y⋆ is an approximate
local maximum of f(x⋆, ⋅) for parameter ε and any parameter θ (in the sense of Definition 2.2). Thus, the
only greedy path starting at y⋆ consists only of the point {y⋆} itself, and hence we have that gε(x⋆, y⋆) =
f(x⋆, y⋆). Therefore, since gε(x, y) ≥ f(x, y) for all x, y, the fact that x⋆ is an exact local minimum of
f(⋅, y⋆) implies that it is also an exact local minimum of gε(x⋆, y⋆). By Lemma 7.1 we therefore have that
there exists σ⋆ > 0 such that x⋆ is an approximate local minimum of f(⋅, y⋆) for any 0 < σ ≤ σ⋆ (in the
sense of Definition 3.3).
Since y⋆ is an approximate local maximum of f(x⋆, ⋅) for parameter ε and any parameter θ (in the sense
of Definition 2.2) and x⋆ is an approximate local minimum of f(⋅, y⋆) with parameters ε, σ (in the sense of
Definition 3.3), we must have that (x⋆, y⋆) is a greedy min-max equilibrium for ε, σ.
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How does our greedy min-max equilibrium compare to previous notions of local optimality? In pre-
vious papers different notions of local optimality have been considered to analyze min-max optimization
algorithms in the nonconvex setting. A number of papers [11, 22, 3] consider a version of local min-max
optimum called a local saddle point (sometimes called a local Nash point); a point (x⋆, y⋆) is a local saddle
point if y⋆ is a local maximum of f(x⋆, ⋅) and x⋆ is a local minimum of f(⋅, y⋆). Any point which is a local
saddle point is also a greedy min-max equilibrium for small enough σ > 0 (see Corollary 7.2).
In [25] the authors consider a notion of local min-max optimality which incorporates the fact that in
min-max optimization the minimizing player reveals her strategy before the maximizing player. In their
notion, both players are restricted to making updates in vanishingly small neighborhoods of the optimum
point (although the size of the neighborhood for the min-player is allowed to vanish at a much faster rate than
the neighborhood for the max-player). One difference between our notion of greedy min-max equilibrium
and the local min-max point in [25] is that in [25] the max-player is able to compute a global maximum
(albeit when restricted to a ball of vanishingly small radius), while in a greedy min-max equilibrium the
max-player is constrained to points reachable by a greedy path of any length. That being said, our main
result still holds if we restrict the greedy path of the maximizing player to be proportional to the updates
made by the minimizing player (see Remark D.3).
On the other hand, while neither a local saddle point nor the local min-max point in [25] is guaranteed
to exist in a general nonconvex-nonconcave setting, our main result (Theorem 4.1) guarantees that any
uniformly bounded function with Lipschitz gradient and Hessian has a greedy min-max equilibrium.
Applicability of our definition and its limitations. The class of algorithms that our definition allows the
players to use includes a range of algorithms, e.g., gradient descent and negative curvature descent [27, 37],
which only take steps in directions where the gradient or second derivative is above some threshold value.
Moreover, one can expand our definition to allow the maximizing player to also use randomized al-
gorithms such as stochastic gradient descent, as long as the algorithm stops once an approximate local
maximum is reached. This includes algorithms such as noisy stochastic gradient descent [12], or a stochas-
tic gradient version of negative curvature descent [6]. For this class of algorithms, any point (x⋆, y⋆) which
satisfies our original Definition 3.4 also is a greedy min-max equilibrium under this expanded definition.
Roughly speaking, this is because as long as the maximizing player is at a local maximum for the function
f(x⋆, ⋅), expanding the choice of algorithms available to the maximizing player may increase the value of
the greedy max function at points other than x⋆ but will not increase the value of the greedy max function
at the current point x⋆. In other words, the minimizing player will not have an incentive to deviate from x⋆
if more algorithms are made available to the max-player.
On the other hand, if we allow the maximizing player to use algorithms which do not stop at local
maxima, for instance algorithms such as simulated annealing, a solution (x⋆, y⋆) which satisfies our current
definition may no longer be a solution in this expanded sense. This is because, giving the maximizing player
the option to use algorithms which do not stop once a local maximum is reached may cause the greedy max
function to increase at x⋆ more than at neighboring points, incentivizing the minimizing player to deviate
from x⋆.
Simulations on simple compactly supported test functions. In Section C we perform simulations on
simple compactly supported test functions (including both convex-concave and nonconvex-nonconcave ex-
amples), using a simplified first-order version of our algorithm which uses projected gradients to deal with
compact support. These test functions are known to be challenging to optimize, since, from almost ev-
ery starting point the popular gradient descent-ascent algorithm does not converge to any point and instead
spirals off to infinity (see for instance [2], [25]). Our simulations show that, on these test functions, the
projected gradients version of our algorithm converges to the global min-max point.
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8 Proof of main theorem
In this section we provide a proof of Theorem 4.1. A diagram of the proof structure is given in Figure 3.
Theorem 4.1: Algorithm 2 converges in polynomial time to a 
point  which is a greedy minimax point(x⋆, y⋆)
Lemma 8.1: 
Algorithm 2 
converges in 
polynomial time
Lemma 8.2:   is an 
approximate local 
minimizer of 
y⋆
f (x⋆, ⋅ )
Lemma 8.3: If Props. 9.5-9.8 hold for an approximate 
local minimizer of  ,  then it is also an  
approximate local minimizer of 
픥⋅ϵ,σ( ⋅ , y⋆) 픤⋅ϵ,σ( ⋅ , y⋆)
Prop 8.10: satisfies 
2nd order condition to 
be an approximate local 
minimizer of 
x⋆
픥x⋆ϵ,σ( ⋅ , y⋆)
Prop 8.7:  is a 
stochastic gradient 
for  
Γk
픥x⋆ϵ,σ( ⋅ , y⋆)
Prop 8.6: fixed point property:
h (x⋆y⋆) = g ϵ(x⋆y⋆) = f (x⋆y⋆)
Prop 8.4: Algorithm 1 computes a  
greedy path
Prop 8.8: stochastic 
gradient has low 
variance at (x⋆, y⋆)
Prop 8.5:  is a 
lower bound for greedy 
max function
h ϵ
Prop 8.9: is 
1st-order 
stationary point 
of 
x⋆
픥x⋆ϵ,σ( ⋅ , y⋆)
Figure 3: A diagram of the proof of the main theorem. A black arrow means that a lemma or proposition was
used to prove another lemma, proposition or theorem. The blue arrows pointing from propositions 8.5-8.10
to Lemma 8.3 mean that those propositions were used to satisfy the conditions of Lemma 8.3.
Assumption 1 (Stochastic gradients). In the following, we assume that ρ ≤ ε6σ32 min(1,L1,L2,L3)
1011d5(1+b7) , and that∣F (x, y) − f(x, y)∣ ≤ ρ, ∥Gy(x, y) −∇yf(x, y)∥ ≤ ρ, and −ρ ≺ Hy(x, y) −∇2yf(x, y) ≺ ρ. We also assume
that E[F (x, y)] = f(x, y) and E[Gy(x, y)] = ∇yf(x, y) for all (x, y) ∈ Rd.
To simplify notation in the proof, we assume that (unless otherwise stated) the value of the stochastic oracles
F (x, y) and Gy(x, y) have the same value if the stochastic oracle is evaluated more than once at the same
point (x, y) ∈ Rd ×Rd (this allows us to use the point (x, y) in place of an additional index).
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8.1 Setting constants and notation
We use the following notation for the smoothed greedy max function:
gxˆε,σEζ∼N(0,Id) [min(gε(x + σζ, y⋆), gε(x⋆, y⋆))] .
We set the following hyperparameters and constants used in our proofs:
1. ω = 10−3,
2. γ1 = ε2.1σ15.6104(1+b3.1)d0.6 log(bdσε) ,
3. δ = γ21
8b2
,
4. µ1 = δ 1L2(L1+1) ,
5. µ3 = 17 min ( δ√ε√L3 , ε√L3 ),
6. µ4 = 17√δL3ε,
7. η = σ5
b2(1+10 bd
σ12ε2
)c log9(bd√σε) ,
8. I2 = c log(bd√σε)η√ε ,
9. I3 = 30bγ1 ,
10. I4 = 6 log( 2bγ1ω ),
11. α = ηc log(bd√σε)√(εσ7b + 10σ2d),
where c is a large enough universal constant.
In particular, we have set δ = 1
4i2max
, where imax = 2bγ1 . That way, (1 + δ)i ≤ 2 for all i ∈ [imax], where
imax = 2bγ1 is an upper bound on the number of iterations of the While loop in Algorithm 2.
In the following sections we let (xi, yi) denote the points (xi, yi) generated at each iteration i of the
While loop in Algorithm 2, and we set εi = ε0(1 + δ)2i for all i ∈ N.
8.2 Bounding the number of gradient and function evaluations
Lemma 8.1 (Bounding the number of gradient and function evaluations). Suppose that we set µ3 ≤√
ε
4
√
L3
and that ρ ≤ 18 µ23√L3ε(µ3+µ23) . Then Algorithm 2 terminates after at most O ( bγ1 × (I2I4 + I3) × b√εµ1µ3√L3 )
gradient and function evaluations.
Proof. Bounding the iterations of Algorithm 1: First, we bound the number of iterations of the “While”
loop in Algorithm 1. We begin by showing that ∥∇yf(x, y`)∥ > ε′ − ρ occurs at least once every √ε′4µ3√L3
iterations.
Consider any iteration ` where ∥∇yf(x, y`)∥ ≤ ε′ − ρ. Then (unless Algorithm 1 terminates at step ` of
the While loop) Line 10 of Algorithm 1 implies that we have both
v⊺Hy(x, y`)v ≥ √L3ε′,
23
and
y`+1 = y` + µ3av,
where a = sign(Gy(x, y`)⊺v).
Hence,
∇yf(x, y`+1) −∇yf(x, y`) ≥ [∇2yf(x, y`) −L3µ3Id]µ3av≥ [Hy(x, y`) − ρId −L3µ3Id]µ3av= (√L3ε′ − ρ −L3µ3)µ3av≥ 1
2
√
L3ε′µ3av,
since ρ ≤ L3ε′4 and µ3 ≤ ε′4√L3 .
Therefore, we have that
∥∇yf(x, y`+1) −∇yf(x, y`)∥ ≥ 1
2
√
L3ε′µ3. (15)
Therefore, we have that the gradient becomes ≥ ε′ at least once every c ∶= 2√ε′
µ3
√
L3
iterations of the While
loop of Algorithm 1.
Since µ3 ≤ √ε4√L3 ≤ √ε′2√L3 and (by assumption) we have ρ ≤ 18 µ23√L3ε′(µ3+µ23) , then we have that,
f(x, y`+1) − f(x, y`) ≥ µ3a∇yf(x, y`)⊺v + 1
2
µ23v
⊺(∇2yf(x, y`) − µ3L3Id)v (16)
≥ µ3a(Gyf(x, y`) − ρw)⊺v + 1
2
µ23v
⊺(G2y(x, y`) − ρId − µ3L3Id)v
≥ 0 − µ3ρ + 1
2
µ23
√
L3ε′ − 1
2
µ23ρ − 12µ33L3≥ 1
4
µ23
√
L3ε′ ≥ 0,
for some unit vector w.
Recall that we have also shown (Inequality (15)) that the gradient becomes ≥ ε′ at least once every
c ∶= 2√ε′
µ3
√
L3
iterations of the While loop of Algorithm 1. Therefore, since µ1 ≤ 12L2 and f is uniformly
bounded by b, we must have that the While loop in Algorithm 1 terminates after O( bcµ1ε) iterations, and
hence that Algorithm 1 terminates after O( b√ε
µ1µ3
√
L3
) stochastic oracle evaluations.
Bounding the iterations of Algorithm 2: At each iteration i of the While loop in Algorithm 2 except for
the last iteration i⋆, Lines 13 and 27 of Algorithm 2 imply that
F (xi+1,Y) ≤ F (xi, yi) − γ1. (17)
Therefore,
f(xi+1,Y) ≤ F (xi+1,Y) + ρ (18)
Eq.17≤ F (xi, yi) − γ1 + ρ
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≤ f(xi, yi) − γ1 + 2ρ≤ f(xi, yi) − γ1
2
,
since ρ ≤ γ14 .
Therefore, since f is uniformly bounded by b, Inequality (18) implies that the While loop of Algorithm
2 terminates after at most imax iterations for some number imax = O( bγ1 ). Therefore since we have already
shown that Algorithm 1 terminates in at most O( b√ε
µ1µ3
√
L3
) oracle calls each time it is called, and Algorithm
1 is called I3 + I2I4 times at each iteration of the While loop, running Algorithm 1 contributes at most
O( bγ1 × (I3 +I2I4)I2 × b√εµ1µ3√L3 ) oracle calls to the cost of Algorithm 2. Since the other parts of the While
loop make at most O(I3 + I2I4) function evaluations, they contributed no more that O( bγ1 × (I3 + I2I4))
function evaluations to the cost of Algorithm 2. Therefore, Algorithm 2 terminates after at most O( bγ1 ×(I3 + I2I4) × b√εµ1µ3√L3 ) oracle calls.
Lemma 8.2 (Local maximum in y). The output yLocalMax of Algorithm 2 with inputs x, y0, ε′ satisfies either∥∇yf(x, yLocalMax)∥ ≤ ε′(1 + δ),
and
λmax(∇2yf(x, yLocalMax)) ≤ √L3ε′(1 + δ).
In particular, this implies that the output (x⋆, y⋆) of Algorithm 2 satisfies either
∥∇yf(x⋆, y⋆)∥ ≤ εi⋆ , (19)
and
λmax(∇2yf(x⋆, y⋆)) ≤ √L3εi⋆ . (20)
Proof. First, we note that Lines 5 and 10 of Algorithm 1 imply that for the algorithm to stop at a point(x⋆, y⋆) we must have that both
∥Gy(x⋆, y⋆)∥ ≤ εi⋆−1(1 + δ), (21)
and
λmax(Hy(x⋆, y⋆)) ≤ √L3εi⋆−1(1 + δ) + µ4. (22)
Since ρ ≤ δε, Inequality (21) implies that
∥∇yf(x⋆, y⋆)∥ ≤ εi⋆−1(1 + δ) + ρ ≤ εi⋆−1(1 + δ)2 ≤ εi⋆ ,
and hence that Inequality (19) holds.
Inequality (22) implies that
∇2yf(x⋆, y⋆) − ρId ⪯ λmax(Hy(x⋆, y⋆)) ⪯ √L3εi⋆−1(1 + δ)Id + µ4Id.
Therefore,
∇2yf(x⋆, y⋆) ⪯ (√L3εi⋆−1(1 + δ) + µ4 + ρ)Id ⪯ √L3εi⋆−1(1 + δ)2Id = √L3εi⋆Id, (23)
since µ4, ρ ≤ 12(√1 + δ − 1)√L3ε′. Therefore Inequality (23) implies that Inequality (20) holds.
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8.3 Lower bound for the greedy max function
For any ε○ > 0, let
hε○(x, y) ∶= f(x,Y), (24)
where Y ← yLocalMax is the output of Algorithm 1 with inputs x← x, y0 ← y, and ε○ ← (1 + δ)ε○.
To treat the case with stochastic gradients, we also define
hˆε○(x, y) ∶= F (x,Y). (25)
For any xˆ ∈ Rd, ε○ > 0, let
gxˆε○(x, y) ∶= min(gε○(x, y), gε○(xˆ, y)),
hxˆε○(x, y) ∶= min(hε○(x, y), hε○(xˆ, y)),
and
gxˆε○,σ(x, y) ∶= Eζ∼N(0,Id) [gxˆ(x + σζ, y)] ,
hxˆε○,σ(x, y) ∶= Eζ∼N(0,Id) [hxˆ(x + σζ, y)] .
(Similarly, to aid our analysis of the stochastic gradient setting, for any xˆ ∈ Rd, ε○ > 0, let hˆxˆε○(x, y) ∶=
min(hˆε○(x, y), hˆε○(xˆ, y)) and hˆxˆε○,σ(x, y) ∶= Eζ∼N(0,Id) [hˆxˆ(x + σζ, y)].)
Finally, for any xˆ ∈ Rd, ε○ > 0, define the stochastic gradient
Hxˆε○(x, y) ∶= ζσ (hxˆε○(x + σζ, y) −hxˆε○(x, y)),
where ζ ∼ N(0, Id).
Lemma 8.3 (Shared local minima). Consider any ε > 0. Suppose that σ ≤ 1√
εd
and that for some point(x⋆, y⋆) ∈ Rd ×Rd we have
hε(x, y) ≤ gε(x, y) ∀x, y ∈ Rd (lower bound) (26)
hε(x⋆, y⋆) = gε(x⋆, y⋆) (fixed-point property), (27)
E[∥Hx⋆ε (x⋆, y⋆)∥] ≤ 18000 σ14ε1.5b2 , (low-variance SG) (28)
∥∇xhx⋆ε,σ(x⋆, y⋆)∥ ≤ ε28000 σ7b , (first-order stationarity for h) (29)
λmin(∇2xhx⋆ε,σ(x⋆, y⋆)) ≥ −15√ε (second-order stationarity for h) . (30)
Then
∥∇xgx⋆ε,σ(x⋆, y⋆)∥ ≤ ε (31)
and
λmin(∇2xgx⋆ε,σ(x⋆, y⋆)) ≥ −√ε. (32)
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Proof. Showing that first-order condition holds: First, we note that
hx
⋆
ε (x, y⋆) = [min(hε(x, y⋆), hε(x⋆, y⋆))]
Eq.26≤ min(gε(x, y⋆), hε(x⋆, y⋆))
Eq.27= min(gε(x, y⋆), gε(x⋆, y⋆))= gx⋆ε (x, y⋆) ∀x ∈ Rd.
Define the stochastic gradient G(x, y) ∶= ζσ (gx⋆ε (x + σζ, y) − gx⋆ε (x, y)) where ζ ∼ N(0, Id).
Since hx
⋆
ε and g
x⋆
ε are uniformly bounded, by Lemma 7 of [46], we have that
∇xhx⋆ε,σ(x⋆, y⋆) = E [Hx⋆ε (x⋆, y⋆)]
∇xgx⋆ε,σ(x⋆, y⋆) ∶= E [G(x⋆, y⋆)] .
Inequality (28) implies that
1
8000
σ14ε1.5
b2
≥ E[∥Hx⋆ε (x⋆, y⋆)∥] (33)
= E [∥ ζ
σ
(min(hε(x⋆ + σζ, y⋆), hε(x⋆, y⋆)) −min(hε(x⋆, y⋆), hε(x⋆, y⋆))∥]
Eq.27= E[∥ ζ
σ
(min(hε(x⋆ + σζ, y⋆), gε(x⋆, y⋆)) − gε(x⋆, y⋆)∥]
≥ E [∥ζ∥
σ
∣min(hε(x⋆ + σζ, y⋆), gε(x⋆, y⋆)) − gε(x⋆, y⋆)∣]
≥ E[∥ζ∥
σ
] ×E[∣(min(hε(x⋆ + σζ, y⋆), gε(x⋆, y⋆)) − gε(x⋆, y⋆)∣]
Eq.26≥ √d
σ
E[∣(min(gε(x⋆ + σζ, y⋆), gε(x⋆, y⋆)) − gε(x⋆, y⋆)∣].
Then we have,
∥∇xgx⋆ε,σ(x⋆, y⋆)∥ ∶= ∥Eζ∼N(0,Id) [ ζσ (gx⋆ε (x⋆ + σζ, y⋆) − gx⋆ε (x⋆, y⋆))]∥= ∥Eζ∼N(0,Id) [ ζσ(min(gε(x⋆ + σζ, y⋆), gε(x⋆, y⋆)) −min(gε(x⋆, y⋆), gε(x⋆, y⋆))]∥
= ∥Eζ∼N(0,Id) [ ζσ(min(gε(x⋆ + σζ, y⋆), gε(x⋆, y⋆)) − gε(x⋆, y⋆))]∥
≤ E∥[ ζ
σ
(min(gε(x⋆ + σζ, y⋆), gε(x⋆, y⋆)) − gε(x⋆, y⋆))]∥
≤ √d
σ
E[∣(min(gε(x⋆ + σζ, y⋆), gε(x⋆, y⋆)) − gε(x⋆, y⋆)∣] × log( 2b103
σ1.5ε1.5
) + 1
103
σ1.5ε1.5
Eq.33≤ √d
103
σ1.5ε1.5 log( 2b103
σ1.5ε1.5
) ≤ ε.
This shows inequality (31), since we assume that σ, ε ≤ 1.
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Showing that second-order condition holds: First, we will show that, roughly speaking, gx
⋆
ε,σ(x⋆, y⋆) ≈
hx
⋆
ε,σ(x⋆, y⋆). Since gε(x⋆, y⋆) = fε(x⋆, y⋆), we have, by Inequality (33) that
0 ≥ gε(x⋆, y⋆) − hx⋆ε,σ(x⋆, y⋆) = E[gε(x⋆, y⋆) −min(hε(x⋆ + σζ, y⋆), hε(x⋆, y⋆))] (34)
Eq.26≥ E[gε(x⋆, y⋆) −min(gε(x⋆ + σζ, y⋆), gε(x⋆, y⋆))]
Eq.33≥ − 1
8000
σ14ε1.5
b2
1√
d
,
and
0 ≤ gε(x⋆, y⋆) − gx⋆ε,σ(x⋆, y⋆) = E[min(gε(x⋆ + σζ, y⋆), gε(x⋆, y⋆)) − gε(x⋆, y⋆)] (35)≥ E[gε(x⋆, y⋆) −min(gε(x⋆ + σζ, y⋆), gε(x⋆, y⋆))]
Eq.33≥ − 1
8000
σ14ε1.5
b2
1√
d
.
Thus, Inequalities (34) and (35) together with Inequalities (26) and (27) imply that
0 ≤ gx⋆ε,σ(x⋆, y⋆) − hx⋆ε,σ(x⋆, y⋆) ≤ 14000 σ14ε1.5b2 1√d. (36)
Contradiction argument: We will show inequality (32) by contradiction. Towards this end, suppose that
the following statement were true
λmin(∇2xgx⋆ε,σ(x⋆, y⋆)) < −√ε. (37)
Then there would exist a unit vector v such that
v⊺∇2xgx⋆ε,σ(x⋆, y⋆)v < −√ε. (38)
Let aˆ ∶= sign(∇xgx⋆ε,σ(x⋆, y⋆)⊺v). Then, since gx⋆ε,σ has 2bσ7 -Lipschitz Hessian (see Remark D.2), for every
t ≥ 0 we have
gx
⋆
ε,σ(x⋆ + taˆv, y⋆) − gx⋆ε,σ(x⋆, y⋆) ≤ 12 t2v⊺ (∇2xgx⋆ε,σ(x⋆, y⋆) + t 2bσ7 Id) v (39)
Eq.38≤ −1
2
t2 (√ε − t 2b
σ7
) .
Consider the value t = σ7√ε20b . Then Inequality (39) implies that
gx
⋆
ε,σ(x⋆ + tv, y⋆) − gx⋆ε,σ(x⋆, y⋆) ≤ − 9/24000 σ14ε1.5b2 . (40)
But we also have from our assumption (Inequality (30)) that
v⊺∇2xhx⋆ε,σ(x⋆, y⋆))v ≥ −15√ε. (41)
Then, since hx
⋆
ε,σ has
2b
σ7
-Lipschitz Hessian (see Remark D.2), for t = σ7√ε20b we have
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hx
⋆
ε,σ(x⋆ + taˆv, y⋆) − hx⋆ε,σ(x⋆, y⋆) ≥ t22 v⊺(∇2xhx⋆ε,σ(x⋆, y⋆) − t 2bσ7 Id)v − taˆ∇xhx⋆ε,σ(x⋆, y⋆)⊺v (42)
Eq.41,29≥ − t2
2
(1
5
√
ε − t 2b
σ7
) − 1
8000
ε2σ7
b
t
≥ −σ14ε1.5
4000 b2
.
Combining Inequalities (36), (40) and (42), we get that
gx
⋆
ε,σ(x⋆ + tv, y⋆) − hx⋆ε,σ(x⋆ + tv, y⋆) Eq.36,40,42≤ gx⋆ε,σ(x⋆, y⋆) − hx⋆ε,σ(x⋆, y⋆) − 72 × σ14ε1.54000 b2 .
Eq.36≤ −5
2
× σ14ε1.5
4000 b2
,
which implies that
gx
⋆
ε,σ(x⋆ + tv, y⋆) < hx⋆ε,σ(x⋆ + tv, y⋆). (43)
Now, we also have that
hx
⋆
ε (x, y⋆) = [min(hε(x, y⋆), hε(x⋆, y⋆))] (44)≤ min(gε(x, y⋆), hε(x⋆, y⋆))
Eq.27= min(gε(x, y⋆), gε(x⋆, y⋆))= gx⋆ε (x, y⋆) ∀x ∈ Rd.
and hence that
hx
⋆
ε (x, y⋆) = E[hx⋆ε (x + σζ, y⋆)] ≤ E[gx⋆ε (x + σζ, y⋆)] = gx⋆ε (x, y⋆) ∀x ∈ Rd. (45)
Since inequality (45) contradicts Inequality (43), our Assumption (Inequality (37)) must be false. Therefore
we have
λmin(∇2xgx⋆ε,σ(x⋆, y⋆)) ≥ −√ε,
which completes the proof of the second-order condition (Inequality (32)).
Before stating the following proposition, we remind the reader of Assumption 1, which says that the stochas-
tic oracles used in Algorithms 1 and 2, while having a random output, are nevertheless deterministically
bounded.
Proposition 8.4. The path consisting of the line segments [y`, y`+1] formed by the points y` computed by
Algorithm 1 is a greedy path (with parameter 11+δε′).
Proof. We have the following continuous unit-velocity parametrized path φt:
φt = y` + tv` t ∈ [t`, t`+1], ` ∈ [`max − 1],
where v` ∶= y`+1−y`∥y`+1−y`∥ , t` ∶= ∑`−1s=1 ∥y`+1 − y`∥, and `max is the number of iterations of the While loop of
Algorithm 1
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First, we consider indices ` for which ∥Gy(x, y`)∥ > ε′ in Line 5 of Algorithm 1. In this case, v` =
Gy(x,y`)∥Gy(x,y`)∥ and we have
d
dt
f(x, φt) ≥ [∇yf(x, y`) −L2∥y`+1 − y`∥u]⊺v`
= [∇yf(x, y`) −L2µ1∥Gy(x, y`)∥u]⊺ Gy(x, y`)∥Gy(x, y`)∥
= [Gy(x, y`) − ρw −L2µ1(L1 + ρ)u]⊺ Gy(x, y`)∥Gy(x, y`)∥
= ∥Gy(x, y`)∥ − (ρw +L2µ1(L1 + ρ)u)⊺ Gy(x, y`)∥Gy(x, y`)∥≥ ∥Gy(x, y`)∥ − (ρ +L2µ1L1 +L2µ1ρ))∥Gy(x, y`)∥= (1 − (ρ +L2µ1L1 +L2µ1ρ)))∥Gy(x, y`)∥≥ 1
1 + δ ε′ ∀t ∈ [t`, t`+1),
for some unit vectors u,w, if µ1 ≤ (1 − 11+δ ) 12L1L2 and ρ ≤ 12(1 − 11+δ )(1 +L2µ1).
Next, we consider indices ` for which ∥Gy(x, y`)∥ ≤ ε′ in Line 5 of Algorithm 1. Since µ3 ≤ (1 −
1
1+δ ) √ε4√L3 ≤ (1 − 11+δ ) √ε′2√L3 and (by assumption) we have ρ ≤ √L3ε5 , then we have that,
d2
dt2
f(x, φt) ≥ v⊺(∇2yf(x, y`) − µ3L3Id)v≥ v⊺(G2y(x, y`) − ρId − µ3L3Id)v≥ √L3ε′ − ρ − µ3L3
≥ √L3( 1
1 + δ )ε′,
for some unit vector w, where a = sign(Gy(x, y`)⊺v).
8.4 Properties of gε and hε
Proposition 8.5 (Greedy max lower bound).
hε○(x, y) ≤ gε○(x, y), ∀x, y ∈ Rd,∀ε○ > 0. (46)
Proof. Recall that hε○(x, y)) ∶= f(x,Y), where Y ← yLocalMax is the output of Algorithm 1 with inputs
x← x, y0 ← y, and ε○ ← (1 + δ)ε○.
By Proposition 8.4, the path traced by Algorithm 1 is a greedy path (with parameter ε○). Recall that
gε○(x, y) is the supremum of the value of f at the endpoints of all greedy paths (with parameter ε○) which
seek to maximize f(x, ⋅) from the starting point y. Therefore, we have that
hε○(x, y) ≤ gε○(x, y), ∀x, y ∈ Rd,∀ε○ > 0.
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Proposition 8.6 (Fixed point property). Recall that εi = ε0(1 + δ)2i, and consider the points (xi, yi)
generated at each iteration i of the While loop in Algorithm 2. Then
hεi(xi, yi) = gεi(xi, yi) = hˆεi(xi, yi) = f(xi, yi), ∀i ∈ N. (47)
Proof. By Lemma 8.2 we have that either
∥∇yf(xi, yi)∥ ≤ εi, or λmax(∇2yf(xi, yi)) ≤ √L3εi, (48)
since yi is generated by Algorithm 1 with inputs x← xi, y0 ← yi−1, and ε′ ← εi−1(1 + δ).
Inequality (48) implies that there is only one greedy path (with parameter εi) which seeks to maximize
f(xi, ⋅) with starting point yi, namely, the path consisting of the single point yi. Therefore, we have that
hεi(xi, yi) = gεi(xi, yi) = f(xi, yi), ∀i ∈ N.
For the same reason, we also have by the definitions of hˆ (48), that
hˆεi(xi, yi) = hεi(xi, yi) = f(xi, yi).
Proposition 8.7 (Stochastic gradient). For any ε○ > 0, x, y, xˆ ∈ Rd, define
Γˆxˆε○(x, y) ∶= [hˆxˆε○(x + σu, y) − c] 1σu,
where u ∼ N(0, Id), for some c ≥ 0 is independent of u with ∣c∣ ≤ b.
Then
E[Γˆxˆε○(x, y)] = ∇xhˆxˆε○,σ(x, y). (49)
and
P(∥Γˆxˆε○(x, y) −∇xhˆxˆε○,σ(x, y)∥ ≥ t) ≤ 2 exp(− t22( σ2b)2) ∀t ≥ 0. (50)
Proof. First, we note that, since ∣F (x, y)∣ is uniformly bounded by b, we have
∣hˆxˆε○(x, y)∣ = ∣min(hˆε○(x, y), hˆε○(xˆ, y))∣ (51)= ∣F (x,Y) − hˆε○(xˆ, y))∣≤ 2b x, y ∈ Rd,
where Y ← yLocalMax is the output of Algorithm 1 with inputs x ← x, y0 ← y, and ε○ ← (1 + δ)ε○).
Therefore,
E[Γˆxˆε○(x, y)] = E [hˆxˆε○(x + σu, y) − c] 1σu= E [hˆxˆε○(x + σu, y) 1σu] − 1σE[c] ×E[u]= E [hˆxˆε○(x + σu, y) 1σu] − 0= ∇xhˆxˆε○,σ(x, y).
31
where the last equality follows from Lemma 7 in [46], since hˆε○ is uniformly bounded by Inequality (51).
Next, we prove Inequality (50):
∥Γˆxˆε○(x, y) −∇xhˆxˆε○,σ(x, y)∥ ≤ ∥[hˆxˆε○(x + σu, y) − c] 1σu∥ + ∥∇xhˆxˆε○,σ(x, y)∥ (52)≤ ∥2b 1
σ
u∥ + 2b
σ
,
since ∣hˆxˆε○ ∣ ≤ b and ∣c∣ ≤ b. Therefore, since u ∼ N(0, Id) is a gaussian random vector, Inequality (52) implies
that
P(∥Γˆxˆε○(x, y) −∇xhˆxˆε○,σ(x, y)∥ ≥ t) ≤ P(∥2b 1σu∥ ≥ t) (53)≤ 2 exp(− t2
2( σ2b)2) ∀t ≥ 0.
Proposition 8.8 (Low-variance stochastic gradient). Define the stochastic gradientHxˆε○(x, y) ∶= ζσ (hxˆε○(x+
σζ, y)−hxˆε○(x, y)) where ζ ∼ N(0, Id). If (x⋆, y⋆) are the outputs of Algorithm 2, then, if I3 ≥ 4 bγ1 log( 1ω ),
with probability at least 1 − ω we have that
E [∥Hx⋆εi⋆ (x⋆, y⋆)∥∣(x⋆, y⋆)] ≤ 10bγ1√d log(2bγ1 ).
Proof. Suppose that for any i ∈ [imax] we have that
E [∥Hxiεi (xi, yi)∥∣(xi, yi)] > 10γ1√d log(2bγ1 ). (54)
Then,
10γ1
√
d log(2b
γ1
) < E [∥Hxiεi (xi, yi)∥∣(xi, yi)]
= E [∥ ζ
σ
(hxiεi (xi + σζ, yi) − hxiεi (xi, yi))∥ ∣(xi, yi)]
= E [∥ ζ
σ
(min(hεi(xi + σζ, yi), hεi(xi, yi)) −min(hεi(xi, yi), hεi(xi, yi)))∥ ∣(xi, yi)]
= E [∥ ζ
σ
(min(hεi(xi + σζ, yi), hεi(xi, yi)) − hεi(xi, yi))∥ ∣(xi, yi)]
≤ E [∥√d log(2b
γ1
) × (min(hεi(xi + σζ, yi), hεi(xi, yi)) − hεi(xi, yi))∥ ∣(xi, yi)]
+ γ1
2b
E [∥ ζ
σ
∥ b∣(xi, yi)]
= √d log(2b
γ1
)E [∥(min(hεi(xi + σζ, yi), hεi(xi, yi)) − hεi(xi, yi))∥ ∣(xi, yi)] + γ1√d2 .
Then
E [∣(min(hεi(xi + σζ, yi), hεi(xi, yi)) − hεi(xi, yi))∣] > 4bγ1,
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since γ1 ≤ 1
40b
√
d log( 2b
γ1
) .
Since ∣hεi ∣ is uniformly bounded by b, this implies that
P [∣(min(hεi(xi + σζ, yi), hεi(xi, yi)) − hεi(xi, yi))∣ > 2γ1] ≥ 4γ1, (55)
for any i ∈ [imax] for which Inequality (54) holds.
For any i ∈ [imax], let Ei be the “bad” event that we have both
E [∥Hxiεi (xi, yi)∥ ∣ (xi, yi)] > 10bγ1√d log(2bγ1 ). (56)
and
∣min(hεi(xi + σζij , yi), hεi(xi, yi)) − hεi(xi, yi)∣ ≤ 4γ1 ∀j ∈ [I3]. (57)
Then Inequality (55) implies that
P(Ei) ≤ (1 − γ1)I3 ≤ ω
imax
∀i ∈ [imax]. (58)
since I3 ≥ imaxγ1 log( 1ω ), where imax = O( bγ1 ) is an upper bound given in the proof of Lemma 8.1 on the
number of iterations of the While loop in Algorithm 2.
Therefore,
P(imax⋃
i=1 Ei) ≤ imax∑i=1 P(Ei) Eq.58≤ imax × ωimax = ω. (59)
Now, whenever the Algorithm outputs a point (xi⋆ , yi⋆) = (x⋆, y⋆), it first checks that the inequality in
Line 13 does not hold for the point (x⋆ + σζi⋆j , y⋆) for the random vector ζi⋆j ∼ N(0, Id), and it repeats
this check I3 times before stopping. In other words, we have that
F (x⋆ + σζi⋆j ,Yj) > F (x⋆, y⋆) − γ1 ∀k ∈ [I3], (60)
for a sequence of independent random vectors ζi⋆1, . . . , ζi⋆I3 ∼ N(0, Id). Here we denote by Yj the output
of Algorithm 1 for inputs x← x⋆ + σζi⋆j , y0 ← y⋆, and ε′ ← εi⋆(1 + δ).
Inequality (60) implies that
f(x⋆ + σζi⋆j ,Yj) + ρ > f(x⋆, y⋆) − γ1 − ρ ∀j ∈ [I3], (61)
and hence, by Equation (24), we have that
hεi⋆ (x⋆ + σζi⋆j , y⋆) + ρ > f(x⋆, y⋆) − γ1 − ρ ∀j ∈ [I3]. (62)
Therefore, by Proposition 8.6, Inequality (62) implies that
hεi⋆ (x⋆ + σζi⋆j , y⋆) + ρ > hεi⋆ (x⋆, y⋆) − γ1 − ρ ∀j ∈ [I3].
and hence that
hεi⋆ (x⋆ + σζi⋆j , y⋆) − hεi⋆ (x⋆, y⋆) > −γ1 − 2ρ ∀j ∈ [I3]. (63)
Inequality (63) then implies that
∣min(hεi⋆ (x⋆ + σζi⋆j , y⋆), hεi⋆ (x⋆, y⋆)) − hεi⋆ (x⋆, y⋆)∣ < γ1 + 2ρ < 2γ1 ∀j ∈ [I3], (64)
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since (by assumption) ρ < γ12 .
Therefore, Inequalities (59) and (64), together with our definition of the “bad” events Ei (definitions
(57) and (56)) together imply that
E [∥Hx⋆εi⋆ (x⋆, y⋆)∥∣(x⋆, y⋆)] ≤ 10γ1√d log(2bγ1 ),
with probability at least 1 − ω.
Proposition 8.9 (First-order stationary condition).
P(∥∇xhx⋆εi⋆ ,σ(x⋆, y⋆)∥ > 10bγ1√d log(2bγ1 )) ≤ ω.
Proof. By Proposition 8.8 we have that, with probability at least 1 − ω,
10bγ1
√
d log(2b
γ1
) Prop.8.8≥ Eζ∼N(0,Id) [∥ ζσ (hx⋆εi⋆ (x⋆ + σζ, y⋆) −hx⋆εi⋆ (x⋆, y⋆))∥ ∣(x⋆, y⋆)]
≥ ∥Eζ∼N(0,Id) [ ζσ (hx⋆εi⋆ (x⋆ + σζ, y⋆) −hx⋆εi⋆ (x⋆, y⋆))∣(x⋆, y⋆)]∥
Prop.8.7= ∥∇xhx⋆εi⋆ ,σ(x⋆, y⋆)∥,
and hence that, with probability at least 1 − ω,
∥∇xhx⋆εi⋆ ,σ(x⋆, y⋆)∥ ≤ 10bγ1√d log(2bγ1 ) + σρ (65)≤ 11bγ1√d log(2b
γ1
),
since ρ ≤ bγ1√d log( 2bγ1 )σ .
Therefore, Inequality (65) Implies that
P(∥∇xhx⋆εi⋆ ,σ(x⋆, y⋆)∥ > 10bγ1√d log(2bγ1 )) ≤ ω.
Proposition 8.10 (Second-order stationary condition and Noisy SGD). If I4 ≥ 6 log( imaxω ) and γ1 ≤
ε
250b
√
d log( 2b
γ1
) , then with probability at least 1 − 2ω, we have that
λmin(∇2xhx⋆εi⋆ ,σ(x⋆, y⋆)) ≥ −15√εi⋆ . (66)
Proof. In this proof, it will be convenient to write Xk which appears inside the For loop (Lines 16-29 in
Algorithm 2) with an index j indicating the value thatXk takes during the jth For loop. Specifically, instead
of Xk, we will write X
j
k . In a simmilar manner, we right uik in place of u.
From Line 22 of Algorithm 2 we have that
hk = min(F (Xjk−1 + σuik,Y), F (xi, yi)), (67)
34
where Y ← yLocalMax is the output yLocalMax of Algorithm 1 with inputs x ← Xjk−1 + σuik, y0 ← yi,
ε′ ← εi(1 + δ).
Therefore, by the definition of the function h (Equation (24)), we have that
f(Xjk−1 + σu,Y) = hεi(Xjk−1 + σuik, yi),
and, by the definition of the function hˆ (Equation (48)), we have that
F (Xjk−1 + σu,Y) = hˆεi(Xjk−1 + σuik, yi). (68)
Moreover, by Proposition 8.6, we have that
f(xi, yi) = hεi(xi, yi),
and that
F (xi, yi) = hˆεi(xi, yi). (69)
Therefore, Equations (67), (68) and (69), together imply that
hk = min(F (Xjk−1 + σuik, yi), F (xi, yi)) (70)= min(hˆεi(Xjk−1 + σuik, yi), hˆεi(xi, yi)).
In Line 23 of Algorithm 2 we have that Γk = (hk − hk−1) 1σuik. Therefore, Equation (70) implies that
Γk = (hk − hk−1) 1
σ
u = [min(hˆεi(Xjk−1 + σuik, yi), hˆεi(xi, yi)) − hk−1] 1σuik, (71)= [min(hˆxiεi (Xjk−1 + σuik, yi))) − hk−1] 1σuik.
Therefore by Equation (71) and Proposition 8.7, and since hk−1 is independent of σuik, we have that
E[Γk] = ∇xhˆxiεi,σ(Xjk−1, yi), (72)
and
P(∥Γk −∇xhˆxiεi,σ(Xjk−1, yi)∥ ≥ t) ≤ 2 exp(− t22( σ2b)2) ∀t ≥ 0. (73)
In other words, Γk is a stochastic gradient for hˆxiεi,σ(Xjk−1, yi) (Equation (72)) which satisfies a concentration
property (Inequality (73)).
Since Γk is a stochastic gradient with concentration properties for a smooth function, we can apply
results from [23], [24] which, roughly speaking, say that stochastic gradient ascent with added Gaussian
noise can escape saddle points in polynomial time.
More specifically, Lemma 25 of [24], together with Equations (72) and (73), imply that if at any iteration
i of the For loop in Algorithm 2 (Lines 16-29) we have
∥∇xhˆxiεi,σ(xi, yi)∥ ≤ 150εi, (74)
and
λmin(∇2xhˆxiεi,σ(xi, yi)) ≤ − 110√εi, (75)
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then
P(hˆxiεi,σ(XjI2 , yi) − hˆxiεi,σ(xi, yi) ≤ −γ1) ≥ 16 , (76)
if
γ1 ≤ 1
b2.5c log5(bd√σε)ε3/2σ15.5
and I2 ≥ c log(bd√σε)
η
√
ε
,
η ≤ σ5
b2(1 + 10 bd
σ12ε2
)c log9(bd√σε) ,
α = ηc log(bd√σε)√(εσ7
b
+ 10σ2d),
where c is a universal constant.
For every i ∈ [imax], let Ei be the “bad” event that we have that both of the following Equations (77) and
(78) hold:
∥∇xhˆxiεi,σ(xi, yi)∥ ≤ 150εi and λmin(∇2xhˆxiεi,σ(xi, yi)) ≤ − 110√εi (77)
and
hˆxiεi,σ(XjI2 , yi) − hˆxiεi,σ(xi, yi) > −γ1 ∀j ∈ I4. (78)
Then Inequality (76) implies that
P(Ei) ≤ (1 − 1
6
)I4 ≤ ω
imax
, (79)
since I4 ≥ 6 log( imaxω ), where imax = O( bγ1 ) is an upper bound given in the proof of Lemma 8.1 on the
number of iterations of the While loop in Algorithm 2.
Therefore,
P(imax⋃
i=1 Ei) ≤ imax∑i=1 P(Ei) Eq.55≤ imax × ωimax = ω. (80)
Now, since we set γ1 ≤ ε
103b
√
d log( 2b
γ1
) , Proposition 8.9 Implies that
P(∥∇xhx⋆εi⋆ ,σ(x⋆, y⋆)∥ > 1100ε) ≤ ω. (81)
But, since ∣F − f ∣ ≤ ρ, we have that ∣h − hˆ∣ ≤ ρ and hence that ∣h − hˆ∣ ≤ ρ. Therefore, by the definitions of
the smoothed functions h and hˆ, we have that
∥∇xhˆx⋆εi⋆ ,σ(x⋆, y⋆) −∇xhx⋆εi⋆ ,σ(x⋆, y⋆)∥ ≤ ρσ ≤ ε200 , (82)
since ρ ≤ εσ200 . Therefore, Inequalities (82) and (81) together imply that
P(∥∇xhˆx⋆εi⋆ ,σ(x⋆, y⋆)∥ > 150ε) ≤ ω. (83)
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Now, the condition in Line 27 of Algorithm 2 implies that Inequality (78) does not hold for any j ∈ I4 when
the value of i is i⋆. Therefore, Inequalities (83), and (80), together with the definition of Ei ((77) and (78))
imply that
λmin(∇2xhˆx⋆εi⋆ ,σ(x⋆, y⋆)) ≥ − 110√εi⋆ , (84)
with probability at least 1 − 2ω.
But, since ∣F − f ∣ ≤ ρ, we have that ∣h − hˆ∣ ≤ ρ and hence that ∣h − hˆ∣ ≤ ρ. Therefore, by the definitions
of the smoothed functions h and hˆ, we have that
∇2xhx⋆εi⋆ ,σ(x⋆, y⋆) ⪰ ∇2xhˆx⋆εi⋆ ,σ(x⋆, y⋆) − ρσ2 Id Eq.84⪰ − 110√εi⋆ − 2 ρσ2 Id
with probability at least 1 − ω.
Therefore,
λmin(∇2xhx⋆εi⋆ ,σ(x⋆, y⋆)) ≥ −15√εi⋆ ,
with probability at least 1 − 2ω, if ρ ≤ 1
40σ2
√
ε.
8.5 Concluding the proof of main theorem
Proof of Theorem 4.1. Showing convergence, and bounding the number of oracle calls. By Lemma 8.1,
we have that Algorithm 2 terminates and outputs a point (x⋆, y⋆) ∈ Rd after at most
O ( b
γ1
× (I2I4 + I3) × b√ε
µ1µ3
√
L3
) = poly(1/ε, d, b,L1, L2, L3, σ−1, ρ)
gradient, function, and Hessian evaluations. In particular, if b,L1 ≥ 1 and if σ, ε ≤ 1, the number of gradient,
function, and Hessian evaluations can be simplified to O(d4L1L2L3b25
ε13.5σ94
).
Showing that x⋆ is an approximate local minimum for greedy max function. By Proposition 8.5, we
have that
hεi⋆ (x, y) ≤ gεi⋆ (x, y) ∀x, y ∈ Rd. (85)
By Proposition 8.6, we have that
hεi⋆ (x⋆, y⋆) = gεi(x⋆, y⋆) = f(x⋆, y⋆). (86)
By Proposition 8.8 we have, with probability at least 1 − ω, that
E [∥Hx⋆εi⋆ (x⋆, y⋆)∥∣(x⋆, y⋆)] ≤ 18000 σ14ε1.5i⋆b2 , (87)
since γ1 = ε2.1σ15.6104(1+b3.1)d0.6 log(bdσε) .
By Proposition 8.9, with probability at least 1 − ω, we have that
∥∇xhx⋆εi⋆ ,σ(x⋆, y⋆)∥ ≤ ε2i⋆8000 σ7b , (88)
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since γ1 = ε2.1σ15.6104(1+b3.1)d0.6 log(bdσε) .
By Proposition 8.10, with probability at least 1 − 2ω we have that
λmin(∇2xhx⋆εi⋆ ,σ(x⋆, y⋆)) ≥ −15√εi⋆ . (89)
Therefore, by Lemma 8.3, Inequalities (85)-(89) imply that we have that
∥∇xgx⋆εi⋆ ,σ(x⋆, y⋆)∥ ≤ εi⋆ and λmin(∇2xgx⋆εi⋆ ,σ(x⋆, y⋆)) ≥ −√εi⋆ . (90)
Showing that y⋆ is an approximate local maximum for f(x⋆, ⋅). We also have, by Lemma 8.2 that
∥∇yf(x⋆, y⋆)∥ ≤ εi⋆ and λmax(∇2yf(x⋆, y⋆)) ≤ √L3εi⋆ . (91)
Showing that (x⋆, y⋆) is greedy min-max equilibrium for f . Inequalities (90) and (91) together imply
that (x⋆, y⋆) is a greedy min-max equilibrium (with parameter εi⋆) .
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A Convex-concave setting
A.1 Comparison of greedy min-max and global min-max in the convex-concave setting
In this section we introduce a version of the greedy min-max equilibrium for compactly supported convex-
concave objective functions. We then show that, in the compactly supported convex-concave setting, this
greedy min-max equilibrium is equivalent to a global min-max point.
Global min-max point. First, we recall the definition of global min-max point:
Definition A.1. We say that (x⋆, y⋆) ∈ X ×Y is a global min-max point for a function f ∶ X ×Y → R if
f(x⋆, y⋆) = max
y∈Y f(x⋆, y)
and
f(x⋆, y⋆) = min
x∈X maxy∈Y f(x, y).
Greedy min-max equilibrium for projected subgradients. In this section we introduce a version of
the greedy min-max equilibrium which applies to compactly supported convex-concave objective functions
(Definition A.2). The main difference with our previous definition (Definition 3.4) is the need for a projected
gradient to deal with the compact support of the objective function.
In the following we assume that f ∶ X × Y → R is convex-concave where X ,Y ⊂ Rd are two compact
convex sets, and that f is continuously differentiable on X ×Y . We denote by ∇Xx the projected gradient in
the y variable for the set X , and by ∇Yy the projected gradient in the y variable for the set Y . Moreover, we
denote by ∂x the set of projected subgradients in the x variable.
First, we define the set Sε,x,y ⊆ Y of endpoints of greedy paths (with parameter ε), for any (x, y) ∈ X ×Y
and ε > 0. We say that a point z ∈ Sε,x,y if there is a number τ ≥ 0 and a function ϕ ∶ [0, τ] → Y , with
endpoint ϕτ = z such that the following conditions hold:
1. ϕt is continuous on [0, τ],
2. ϕ0 = y,
3. ϕt is differentiable except at a finite number of points, and at these points we have ∥ ddtϕt∥ = 1, and
4. at every point t ∈ [0, τ) we have that f(x,ϕt) is differentiable from the right in t, and that the
following statement holds 10:
d
dt
f(x,ϕt) > ε, (92)
As before we define gε(x, y) ∶= sup{f(x, z) ∶ z ∈ Sε,x,y}.
Definition A.2 (greedy min-max equilibrium for projected sub gradients). We say that (x⋆, y⋆) ∈ X ×Y
is a greedy min-max equilibrium if we have
∥∇Yy f(x⋆, y⋆)∥ = 0, (93)
0 ∈ ∂xg0(x⋆, y⋆). (94)
10In this equation the d
dt
derivative taken from the right.
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Equivalence of greedy min-max and global min-max in the compactly supported convex-concave
setting. The following theorem shows that, in the compactly supported convex-concave setting, a point(x⋆, y⋆) is a greedy min-max equilibrium (in the sense of Definition A.2) if and only if it is a global min-
max point:
Theorem A.3. Let f ∶ X × Y → R be convex-concave, where X ,Y ⊆ Rd are compact convex sets. Then(x⋆, y⋆) is a greedy min-max equilibrium if and only if it is a global min-max point.
Proof. Define the “global max” function ψ(x) ∶= maxy∈Y f(x, y) for all x ∈ X . We start by showing that
the function ψ(x) is convex on the convex set X . Indeed, for any x1, x2 ∈ X and any λ ∈ [0,1] we have
λψ(λx1 + (1 − λ)x2) = max
y∈Y f(λx1 + (1 − λ)x2, y)≤ max
y∈Y [λf(x1, y) + (1 − λ)f(x2, y)]≤ λ[max
y∈Y f(x1, y)] + (1 − λ)[maxy∈Y f(x2, y)]= λψ(x1) + (1 − λ)ψ(x2),
where the second inequality holds by convexity of f(⋅, y).
Moreover, we note that, since, for all x ∈ X , f(x, ⋅) is continuously differentiable on a compact convex
set, every greedy path (with parameter ε = 0) can be extended to a greedy path (with parameter ε = 0) whose
endpoint yˆ has projected gradient ∇Yy f(x⋆, yˆ) = 0.
Therefore, for every (x, y) ∈ X × Y , there exists a greedy path (with parameter ε = 0) with initial point
y whose endpoint yˆ satisfies
∇Yy f(x, yˆ) = 0. (95)
Since f(x, ⋅) is concave, Equation (95) implies that
f(x, yˆ) = max
y∈Y f(x, y), (96)
and hence that
g0(x, y) = f(x, yˆ). (97)
Inequalities (96) and (97) imply that
g0(x, y) = ψ(x) ∀(x, y) ∈ X ×Y (98)
since ψ(x) = maxy∈Y f(x, y).
1. First we prove the “only if” direction:
Suppose that (x⋆, y⋆) is a greedy min-max equilibrium for f . Let y† be a global maximizer of the
function f(x⋆, ⋅) (the function achieves its global maximum since it is continuous and Y is compact).
Then the projected gradient at this point is
∇Yy f(x⋆, y†) = 0. (99)
Since f(x, ⋅) is concave for all x, and ∇Yy f(x⋆, y⋆) = 0, at every point y along the line [y†, y⋆]
connecting the points y† and y⋆, Equation (99) implies that
∇Yy f(x⋆, y) = 0, ∀y ∈ [y†, y⋆]. (100)
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Therefore, Inequality (100) implies that
f(x⋆, y†) = f(x⋆, y⋆),
and hence that
f(x⋆, y⋆) = max
y∈Y f(x⋆, y), (101)
since maxy∈Y f(x⋆, y) = f(x⋆, y†).
Since by Equation (98), ψ(x) = g0(x, y) for all (x, y) ∈ X ×Y , we have that
∂xg0(x, y) = ∂xψ(x), ∀(x, y) ∈ X ×Y. (102)
Now, since (x⋆, y⋆) is a greedy min-max equilibrium, Inequality (102) implies that
0 ∈ ∂xg0(x⋆, y⋆) = ∂xψ(x⋆).
Since ψ is convex and has a subgradient 0 ∈ ∂xψ(x⋆), we must have that x⋆ is a global minimizer for
ψ:
ψ(x⋆) = min
x∈X ψ(x). (103)
Therefore, Equations (101) and (103) imply that (x⋆, y⋆) is a global min-max point for f ∶ X ×Y → R
whenever (x⋆, y⋆) is a greedy min-max equilibrium for f .
2. Next, we prove the “if” direction:
Conversely, suppose that (x⋆, y⋆) is a global min-max point for f ∶ X × Y → R. Then f(x⋆, y⋆) =
maxy∈Y f(x⋆, y). Since f is differentiable on X ×Y , this implies that∇Yy f(x⋆, y⋆) = 0. (104)
Moreover, since f(x⋆, y⋆) is a global min-max point, we also have that
f(x⋆, y⋆) = min
x∈X (maxy∈Y f(x, y)) = minx∈X ψ(x),
and hence that
ψ(x⋆) = min
x∈X ψ(x). (105)
Since we have already shown that ψ is convex, Equation (105) implies that
0 ∈ ∂xψ(x⋆). (106)
Since we have also shown in Equation (98) that ψ(x) = g0(x, y) for all (x, y) ∈ X × Y , Equation
(106) implies that
0 ∈ ∂xg0(x⋆, y⋆). (107)
Therefore, Equations (104) and (107) imply that (x⋆, y⋆) is a greedy min-max equilibrium for f ∶X ×Y → R whenever (x⋆, y⋆) is a global min-max point for f .
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B Hardness
B.1 Hardness of nonconvex optimization in the oracle model
In this section we show a hardness result for global optimization in the oracle model. Although we could
not find a reference for such a result in the literature, we suspect that it is widely known to be true.
Define the bump function ψ ∶ Rd → R by
ψ(x) ∶= ⎧⎪⎪⎨⎪⎪⎩e
− 1
1−∥x∥2 if ∥x∥ < 1,
0 otherwise.
In particular, we note that ψ is 1-lipschitz with 8-Lipschitz gradient, and that supx∈Rd = 1e and infx∈Rd = 0.
We also note that ψ is C∞ with all its derivatives vanishing outside of the ball B(0,1).
We first prove hardness for the case of deterministic algorithms (Theorem B.1), then we generalize the
result to randomized algorithms (Corollary B.2).
Theorem B.1 (Hardness of nonconvex optimization for deterministic algorithms). Let A(g) be any de-
terministic algorithm which takes as input any function g ∶ Rd → R, and has output x˜(g) ∈ Rd 11,
where A(g) can only access the function g by zeroth- first- and second- order oracle access to g. Then
there exists an objective function f ∶ Rd → R that is 1-Lipschitz, with 8-Lipschitz gradient, and for which
supx∈Rd f(x) − infx∈Rd f(x) ≤ 1e , with global minimizer x⋆ ∈ B(0,10), such that the algorithm A(f) must
make at least 2d oracle calls to find an ε-global minimizer x○ of f with ε = 12e for which f(x○) − f(x⋆) ≤ ε.
Proof. We will use the probablistic method. Let Z be a uniform random point on the ball B(0,6). Consider
the candidate function fˆ = −ψ(x −Z), and let φ(x) = 0 for all x. Then fˆ has all its derivatives equal to zero
outside of the ball B(Z,1). Therefore, A(φ) and A(ˆf) are exactly the same algorithm up to the point whenA(φ) makes an oracle query for a point in the ball B(Z,1).
Let I be the number of oracle calls until the algorithm A(φ) queries a point in B(Z,1). We will show
that I ≥ 2d with probability at least 1
2d
. Let x1, . . . , xτ be the sequence of points at which algorithm A(φ)
makes its first xτ oracle calls, where τ ∶= min(2d − 1,I). Let xτ+1 ∶= x˜(φ) be the output of the algorithm.
Then we have
P(xj ∈ B(Z,1)) ≤ Vol(B(0,1))
Vol(B(0,5)) = 15d . (108)
Hence,
P(xj ∉ B(Z,1)∀i ∈ [τ + 1]) ≥ 1 − 2d × 1
5d
− 1 ≥ 1 − 1
2d
. (109)
Therefore, Inequality (109) implies, with probability at least 1 − 1
2d
, that we have both I ≥ 1
2d
and x˜(φ) =
xτ+1 ∉ B(Z,1). Therefore, with probability at least 1 − 12d , A(φ) and A(ˆf) are exactly the same algorithm
for their first 2d oracle calls (or until both algorithms terminate) and x˜(φ) ∉ B(Z,1). Therefore, we have
that, if A(ˆf) outputs a point before it makes 2d + 1 oracle calls, this point must be x˜(ˆf) = x˜(φ) ∉ B(Z,1)
with probability at least 1 − 1
2d
.
Therefore, since all the global ε-minimizers of f are in the ball B(Z,1), we must have that, with proba-
bility at least 1− 1
2d
, algorithm A(ˆf) does not output an ε-minimizer of fˆ before it makes 2d + 1 oracle calls.
Since the probability of this event is nonzero, there must exist a function f for which the algorithm A(f)
must make at least 2d oracle calls to find an ε-global minimizer of f for ε = 1e .
11We only allow one output point, since then the algorithm could just output all the points in Rd without making any oracle calls.
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Corollary B.2 (Hardness of nonconvex optimization for randomized algorithms). Let A(g) be any ran-
domized algorithm which takes as input any function g ∶ Rd → R, and has output x˜(g) ∈ Rd 12, whereA(g) can only access the function g by zeroth- first- and second- order oracle access to g. Then there
exists an objective function f ∶ Rd → R that is 1-Lipschitz, with 8-Lipschitz gradient, and for which
supx∈Rd f(x) − infx∈Rd f(x) ≤ 1e , with global minimizer x⋆ ∈ B(0,10), such that, with probability at least
1− 1
2d
, the algorithmA(f) makes at least 2d oracle calls before it outputs an ε-global minimizer x○ of f with
ε = 12e for which f(x○) − f(x⋆) ≤ ε.
Proof. The proof is the same as the proof of Theorem B.1, with the following modifications: The points
x1, . . . , xτ queried by the algorithmA(φ), and the output point xτ+1. SinceA(φ) does not depend on fˆ, this
sequence of random points is jointly independent of the random vector Z which defines the random function
fˆ. Therefore, Inequality (109) still holds.
By the same reasoning as the proof of Theorem B.1, Inequality (109) implies that with probability at least
1 − 1
2d
, Algorithm A(ˆf) does not output an ε-minimizer of fˆ before it makes 2d + 1 oracle calls. Therefore,
there must be a (non-random) function f for which Algorithm A(f), with probability at least 1 − 1
2d
, makes
at least 2d oracle calls before it outputs an ε-global minimizer x○ of f.
Remark B.3 (hardness of finding exact local minima). One can also show that finding an exact local
minimum can require a number of function calls which is exponential in the dimension d, using roughly the
same ideas as in the proof Theorem B.1. Consider the class of functions f(x) = sigmoid(x[1])−10ψ(x+c).
for some c ∈ Rd such that ∥c∥ ≤ 10. This function has only one exact local minimum, and this exact local
minimum is always in a ball B(c,1) of radius 1 around c. But, for this class of functions, c can be anywhere
inside a ball B(0,10) of radius 10 centered at the origin, and the only way to “find” this ball using a
gradient or function oracle is if one calls this oracle inside the radius 1 ball B(c). Then any algorithm will
require at least vol(B(0,10)vol(B(c,1) = 10d function or gradient evaluations to find a point within a distance of 1 of
the exact local minimum of f .
B.2 Hardness of optimizing bounded Lipschitz RELUs
When the objective function one wants to optimize is a neural network of Lipschtiz RELUs, [18] show that
optimizing the weights of this neural network is at least as hard as the Learning Sparse Parity with Noise
problem. Specifically, consider the class of depth-2 neural networks with k RELUs with the restriction∥w∥1 ≤ 2k on the weight vector and taking inputs on {0,1}n. [18] show that the problem of finding such
weights that globally optimize a 2k-Lipschitz objective function of the outputs of the Neural network within
error ε = ω(1) is at least as hard as the Learning Sparse Parity with Noise problem for parity functions on
size k subsets of the vertices of the n-cube {0,1}n. This problem is conjectured [18] to require time nΩ(k)
to solve, based on the best currently available bounds [8, 44].
C Examples and numerical simulations
In this appendix, we discuss numerical simulations on compactly supported test functions of a simplified
first-order version of our algorithm which uses projected gradients to deal with compact support.
12We only allow one output point, since then the algorithm could just output all the points in Rd without making any oracle calls.
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Simple convex-concave functions. We first consider two example objective functions, which, even though
they are convex-concave, are known to be difficult to optimize using the standard gradient descent ascent
algorithm:
f(x, y) = xy (110)
and
f(x, y) = log(1 + ex) + 10xy − log(1 + ey). (111)
For both these functions, the popular gradient descent-ascent algorithm is known to diverge away from the
global min-max point (see for instance [25] for Function (110), and [2] for Function (111)).
We consider these functions on the set [−1,1]× [−1,1]. The bilinear function (110) has global min-max
point at every point in the set {(x, y) ∶ x = 0, y ∈ [−1,1]}, and the function (111) has a unique global
min-max point at (x, y) = (0.0487,−0.0512).
We implemented a version of our algorithm with projected gradients on each of these two objective
functions. For Function (110) our algorithm reached the point (0.0000276,−1), which is very close to one
of its true global min-max points, (0,−1). For Function (111), our algorithm reached the point (0.04871,
-0.05118) which is also very close to that function’s global min-max point (x, y) = (0.0487,−0.0512).
Simple nonconvex-nonconcave function. We also consider the simple nonconvex-nonconcave objective
function, which was proposed in [2] as a test function for min-max optimization,
f(x, y) = F (x) − 10xy − F (y)
where
F (t) ∶= ⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩
− 310(t + pi2 ) t ∈ [ − 10,−pi2 ],− 310 cos(t) t ∈ [ − pi2 , pi2 ),− 110 cos(t) + 2t − pi t ∈ [pi2 ,10].
This function has global min-max point at (0,0), and the popular gradient descent-ascent algorithm is known
to diverge away from the global min-max point of this function [2]. In contrast, our simulations show that
our algorithm reached the point (−5.01×10−5,1.66×10−3) which is very close to the global min-max point
(0,0).
D Auxiliary remarks
Remark D.1. As mentioned earlier, [25] note that the function f(x, y) = y2 − 2xy on [−1,1]× [−1,1] does
not have any local min-max points. We can extend this function to a continuous function on all of R2 as
follows. Defining z˜ ∶= ∣((z + 3) mod 4) − 2∣ − 1 for z ∈ R2, we have f(x, y) = y˜2 − 2x˜y˜ (in other words,
we imagine that we put mirrors at each of the edges of the square [−1,1] × [−1,1], which reflect the value
of the function across all of R2). This function is uniformly bounded on all of R2 but does not have any
point which satisfies their definition of local min-max. We also note that one can smooth this function by
convolution with a small-radius bump function of radius r < 1/100, and these properties still hold for the
smoothed function f˜ . We can also extend this example to many dimensions, for example by considering the
objective function fˆ(x, y) = ∑di=1 f˜(xi, yi).
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Remark D.2 (Lipschitz and smoothness properties of convolution). If ψ is a function and ρ a probability
distribution, then the convolution ψ ∗ ρ(x) of ψ with ρ is defined as ψ ∗ ρ(x) ∶= Eζ∼ρ [ψ(x + ζ)]. In one
dimension, we can write this as the integral ψ∗ρ(x) = ∫ ∞−∞ψ(x− t)ρ(t)dt = ∫ ∞−∞ψ(t)ρ(x− t)dt. Hence, if
ψ and ρ are uniformly bounded then d
k
dxk
ψ∗ρ(x) = ∫ ∞−∞ψ(t) dkdxk ρ(x−t)dt. Thus, if the distribution ρ isCk-
smooth, then the convolution ψ∗ρ is alsoCk-smooth. Moreover, if ∣ψ(x)∣ ≤ b for all x ∈ R, and for any k > 0
there is a number ck such that d
k
dxk
ρ(x)∣ ≤ ck for all x ∈ R, then we must have that ∣ dkdxkψ ∗ρ(x)∣ ≤ b× ck for
all x ∈ R. And, since ψ is a probability distribution, we also have that ∣ψ ∗ ρ(x)∣ ≤ b for all x ∈ R whenever∣ψ(x)∣ ≤ b for all x ∈ R. In particular, if ρ is the Gaussian distribution with variance σ2, then its k’th
derivative is bounded by 1
σ2k+1√2pi for every k. This implies that ψ ∗ ρ is b-bounded, 2b × 1σ3√2pi -Lipschitz,
with 2b× 1
σ5
√
2pi
-Lipschitz gradient and 2b× 1
σ7
√
2pi
-Lipschitz Hessian. The same argument can be extended
to functions ψ ∶ Rd → R of dimensions d > 1.
Remark D.3. We note that our main result (Theorem 4.1) which guarantees convergence to a greedy min-
max equilibrium (x⋆, y⋆), still holds if we restrict the greedy path to a ball whose radius is proportional
to ε, L1 and the distance ∥x − x⋆∥ between x⋆ and the minimizing player’s update x. This is because,
roughly speaking, any greedy path that leaves this ball would reach a point y for which the value of f
at (x, y) is greater than the value of f at (x⋆, y⋆). This implies that the truncated greedy max function
min(gε(x, y), gε(x⋆, y⋆)) would have the exact same value regardless of whether we restrict the maximiz-
ing player to such a ball, and the point (x⋆, y⋆) guaranteed by Theorem 4.1 would therefore still satisfy
Definition 3.4.
Next, we prove Lemma 7.1 of Section 7:
Proof of Lemma 7.1. Since x⋆ is an exact local minimum for ψ, there exists δ > 0 such that
ψ(x⋆) ≤ ψ(x) ∀x ∈ Rd such that ∥x − x⋆∥ ≤ δ.
Choose σ > 0 small enough such that
∫
ζ∈Rd∶∥x−ζ∥>δ ∥ζ∥√2pie− ∥ζ∥22σ2 dζ ≤ εb ,
and
∫
ζ∈Rd∶∥x−ζ∥>δ ( ∥ζ∥2σ5√2pi + 1σ3√2pi) e− ∥ζ∥22σ2 dζ ≤
√
ε
b
.
Let φ be the probability density of the standard normal distribution N(0, Id). Then
∇Eζ∼N(0,Id) [min(ψ(x + σζ), ψ(x⋆))] = ∇x∫Rd min(ψ(x + σζ), ψ(x⋆)) × φ(ζ) dζ= ∇x∫
Rd
min(ψ(ζ), ψ(x⋆)) × 1
σd
φ( 1
σ
(x − ζ)) dζ
= ∫
Rd
min(ψ(ζ), ψ(x⋆)) ×∇x 1
σd
φ( 1
σ
(x − ζ)) dζ
where the third equation holds by the dominated convergence theorem since the standard Gaussian density
φ and its k’th derivatives for any k > 0 are L1-integrable, and ψ is uniformly bounded.
Therefore, since ∣ψ∣ ≤ b,
∥∇xEζ∼N(0,Id) [min(ψ(x + σζ), ψ(x⋆))] ∥ ≤ ∫
ζ∈Rd∶∥x−ζ∥≤δ 0 × ∥∇x 1σdφ( 1σ (x − ζ))∥ dζ
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+ ∫
ζ∈Rd∶∥x−ζ∥>δ b × ∥∇x 1σdφ( 1σ (x − ζ))∥ dζ= 0 + b × ∫
ζ∈Rd∶∥x−ζ∥>δ ∥ζ∥σ3√2pie− ∥ζ∥22σ2 dζ≤ b × ε
b
= ε.
This completes the proof of Inequality (10).
By a similar reasoning, we also have that
∥∇2xEζ∼N(0,Id) [min(ψ(x + σζ), ψ(x⋆))] ∥op ≤ ∫
ζ∈Rd∶∥x−ζ∥≤δ 0 × ∥∇2x 1σdφ( 1σ (x − ζ))∥op dζ (112)+ ∫
ζ∈Rd∶∥x−ζ∥>δ b × ∥∇2x 1σdφ( 1σ (x − ζ))∥op dζ
= 0 + b × ∫
ζ∈Rd∶∥x−ζ∥>δ ( ∥ζ∥2σ5√2pi + 1σ3√2pi) e− ∥ζ∥22σ2 dζ
≤ b × √ε
b
= √ε.
Therefore, since for any matrix A we have that ∣λmin(A)∣ ≤ ∥A∥op, Inequality (112) implies that
λmin(∇2xEζ∼N(0,Id) [min(ψ(x + σζ), ψ(x⋆))]) ≥ −√ε.
This completes the proof of Inequality (11).
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