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ВВЕДЕНИЕ 
В данном издании рассмотрены теоретические сведения, изу-
чаемые в курсе «Операционные системы и системное програм-
мирование» студентами второго и третьего курсов специальности 
1–40 01 01 «Программное обеспечение информационных техно-
логий». 
В каждой главе теоретический материал подкреплен приме-
рами использования функций, описанием их прототипов и назна-
чений параметров. В случае использования в функциях API 
сложных структур данных, в пособии подробно рассмотрены по-
ля этих структур, их типы. Первая глава пособия посвящена во-
просам разработки системных приложений на языке программи-
рования Object Pascal. Традиционно системные программы, как 
правило, разрабатываются на языке программирования C++. Од-
нако для студентов, лучше знакомых с языком программирования 
Pascal, представляется более эффективным рассматривать разра-
ботку системных программ на языке программирования Object 
Pascal. В первой главе подробно рассмотрены вопросы преобра-
зования типов, соответствия типов данных Object Pascal и С++, 
рассмотрены способы передачи параметров при вызове подпро-
грамм. Выбор языка Object Pascal и среды визуальной разработки 
приложений Borland Delphi обусловлен не только их большей по-
пулярностью в образовательном процессе высших учреждений 
образования, но и демонстрацией того факта, что данная среда 
может с успехом использоваться при разработке системных при-
ложений. 
Вторая глава посвящена вопросам разработки и использова-
ния динамически подключаемых библиотек. В третьей главе рас-
сматриваются вопросы взаимодействия приложения с операци-
онной системой. В четвѐртой главе рассмотрены механизмы за-
пуска и управления процессов и потоков. Пятая глава 
рассматривает вопросы синхронизации в операционной системе 
Windows. В шестой главе рассматриваются функции, нужные для 
работы с файлами. В седьмой главе рассматриваются возможно-
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сти операционной системы Windows для работы с датой и време-
нем. 
Предполагается, что студенты знакомы с основами разработ-
ки приложений в среде Borland Delphi версии не младше 4.0. В 
пособии основной акцент уделяется вопросам вызовов функций 
API, организации взаимодействия с операционной системой, син-
хронизации и т.п. Предполагается, что студенты владеют навы-
ками разработки типовых алгоритмов работы с массивами, дина-
мической памятью, строками, битовыми и логическими операци-
ями. 
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1 РАЗРАБОТКА СИСТЕМНЫХ ПРИЛОЖЕНИЙ В 
BORLAND DELPHI 
Тема 1 Особенности разработки системных приложений 
Практически любую современную программу или программ-
ную технологию можно представить как совокупность про-
граммных "слоев". Каждый из этих слоев выполняет свою соб-
ственную работу, которая заключается в повышении уровня аб-
стракции производимых операций. Так, например, самый низший 
слой (или слои) вводит понятия, которые позволяют абстрагиро-
ваться от используемого оборудования; следующий слой (слои) 
позволяет программисту абстрагироваться от сложной последо-
вательности вызовов функций, вводя такое понятие как протокол 
и т.д. В современном программном продукте можно обнаружить 
и выделить около десятка последовательных слоев абстракции.  
Абстракция от оборудования и низкоуровневых протоколов 
вводится в ядра операционных систем в виде библиотек API 
(Application Program Interface). Эта абстракция доступна про-
граммисту в виде библиотек API. Это самый низкий уровень, ко-
торый доступен для прикладного программирования. Использо-
вание функций API предоставляет программисту максимально 
широкие возможности для прикладного программирования и яв-
ляется наиболее гибким. Однако программирование с использо-
ванием только API является гораздо более трудоемким и приво-
дит к большим объемам исходного кода программы, чем про-
граммирование с использованием дополнительных библиотек. 
Тема 2 Соответствие типов в системном программировании 
При разработке прикладных программ хорошим стилем счи-
тается использование специализированных типов данных, кото-
рые, по сути, являются простым переопределением некоторых 
общих типов. Так, например, в Borland Delphi при описании пе-
ременных, используемых для хранения имен файлов использует-
ся тип TFileName, который является обычным типом String. Тип, 
используемый для работы с датой и временем, TDateTime являет-
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ся обычным вещественным типом Double. Большое разнообразие 
типов предназначено для объявления дескрипоторов: THan-
dle=HWND=HHOOK=LongWord. Также рекомендуется в при-
кладных программах использовать функцию sizeOf(X) вместо 
указания конкретного размера переменной или типа. 
Все эти рекомендации обеспечивают корректную работу про-
грамм при компиляции их более поздних версиях среды разра-
ботки. Актуальными они остаются и при разработке системных 
программ, однако в этом случае от программиста также требуется 
ещѐ четкое и правильное понимание представления каждого типа 
в памяти компьютера, умение преобразовывать типы данных и 
заранее прогнозировать результаты таких преобразований. 
При разработке программ наиболее эффективным с точки 
зрения быстродействия и экономии памяти являются типы дан-
ных, размер которых равен разрядности процессора и операцион-
ной системы. В данном пособии рассмотрена работа программ 
под управлением 32-х разрядных операционных систем семей-
ства Microsoft Windows. Именно поэтому при разработке систем-
ных программ, библиотек, модулей практически всегда исполь-
зуются 32-х битные (4 байта) переменные. 
Рассмотрим основные типы данных, используемые при раз-
работке системных программ и при вызове функций API. Также 
здесь будут приведены типы, соответствующие им в языке про-
граммирования Object Pascal в среде Borland Delphi.  
 Логические переменные представляются в подавляющем 
большинстве случаев четырехбайтовой переменной, нулевое зна-
чение которой трактуется как «ложь», ненулевое – как «истина». 
В языке Object Pascal для описания таких переменных предназна-
чен тип LongBool. Тип Boolean тоже может быть использован, но 
следует помнить, что он является однобайтовым. 
 Числовые значения также в большинстве случаев хранят-
ся в четырѐхбайтовых переменных. В языке Object Pascal для 
описания таких переменных предназначены два типа: Integer и 
Cardinal – соответственно знаковое и беззнаковое 32-рарядное 
целое число. Иногда в некоторых функциях API используются 
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двухбайтовые значения, для них также есть соответствия в Object 
Pascal. Основные фундаментальные целые типы данных в Object 
Pascal приведены в таблице 1. 
Таблица 1 – Целые типы данных 
Тип Формат Диапазон значений 
Shortint 
1 байт 
-2
7…27-1 
Byte 0…28-1 
Smallint 
2 байта 
-2
15…215-1 
Word 0…216-1 
Longint  
(Integer) 
4 байта 
-2
31…231-1 
Longword  
(Cardinal) 
0…232-1 
Int64 8 байт -263…263-1 
Выбор конкретного типа зависит от требований к диапазону зна-
чений и занимаемой памяти. При необходимости возможно пре-
образование типов (об этом ниже). 
 Указатели на объекты, структуры, значения обычно пред-
ставляются типами, различными по описанию, но общими по 
представлению в памяти. Базовым типом для хранения указате-
лей в Object Pascal является тип Pointer. Также определены боль-
шое количество различных типизированных указателей, таких 
как PAnsiString, PString, PByteArray, PCurrency, PExtended, 
PShortString и другие. В 32-хразрядных операционных системах 
Microsoft Windows используется линейная модель памяти, где ад-
рес ячейки памяти является 32-хразрядным значением. Следова-
тельно, любой указатель можно рассматривать как четырехбай-
товую переменную, хранящую значение адреса. 
 Строки при вызове функций API практически всегда пе-
редаются в формате с завершающим нулевым символом. Для 
описания таких строк в языке Object Pascal предназначены типы 
PChar, PansiChar и PWideChar. Эти типы являются обычными 
указателями и к ним применимо все, написанное выше. Язык 
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Object Pascal позволяет преобразовывать значения из типа String 
в PChar и обратно достаточно просто: 
var s:String; 
    p:PChar; 
begin 
//… 
 s:='Hello'; 
 p:=PChar(s); 
//… 
 p:='World'; 
 s:=string(p); 
//… 
end; 
Однако такой способ обладает некоторыми ограничениями. По-
лучаемая таким образом строка типа PChar безопасно может быть 
использована только для чтения. При попытке записи чего-либо в 
это строку возникнет ошибка. Чтобы избегать подобных ситуа-
ций, нужно правильно понимать представление строк в формате 
типа PChar в памяти. Основные моменты этого понимания сле-
дующие: 
 - переменная типа PChar – это обычный указатель, адрес 
ячейки памяти, содержащей первый символ строки; 
 - для чтения строки переменная должна указывать на су-
ществующую ячейку памяти, содержащую первый символ стро-
ки; 
 - для сохранения строки переменная должна указывать на 
предварительно выделенную (или доступную для записи) область 
памяти, достаточную по размеру для сохранения всей строки и 
нулевого завершающего символа; 
 - при изменении значения самой переменной следует 
помнить, что ссылка на прежнюю область памяти может быть по-
теряна. 
 Дескрипторы различных объектов представляются типа-
ми, такими как HWnd, THandle, HMenu, HINST и др. По сути это 
обычные 32-хразрядные числовые переменные. 
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Тема 3 Преобразование типов в Borland Delphi 
Во время компиляции программы компилятор выполняет 
проверку того, какие типы данных используются в выражениях, 
генерируя код, выполняющий автоматическое преобразование 
типов, где возможно, и выдавая сообщения об ошибке, где такой 
возможности нет. Между тем, программист может сам явно пре-
образовывать типы. И, хотя это может приводить к трудно нахо-
димым ошибкам, правильное использование преобразования ти-
пов может упростить разработку программы. 
Преобразование типов, одинаковых по занимаемой памяти 
является обратимым. Рассмотрим пример: 
var i:integer; 
    p:pchar; 
    b:pointer; 
begin 
 p:='Hello'; 
 i:=integer(p);//i – адрес первого символа строки p 
 b:=pointer(i);//b – указатель типа Pointer  
  if p=b then …; //условие будет истинно 
end; 
Несмотря на то, что в Object Pascal допускаются арифметиче-
ские операции с указателями, такие операции возможно выпол-
нять и через преобразование типов: 
var i:integer; 
    p,p1:pchar; 
begin 
 //Первый вариант 
 p:='Hello'; 
 p1:=p+2; //тут p1='llo' 
 
 //Второй вариант 
 i:=integer(p); 
 p1:=pchar(i+2); //и тут p1='llo' 
end; 
Аналогом применения преобразования типов может являться 
использование абсолютных переменных: 
var p:pchar; 
    i:integer absolute p;//p и i расположены в памяти 
                           по одному адресу 
begin 
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 p:='Hello';//автоматически меняется и i 
 i:=i+1;//автоматически становится p='ello' 
end; 
Преобразование типов, различных по занимаемой памяти не 
всегда является обратимым. При преобразовании типа, занимаю-
щего в памяти меньше места, чем результирующий, компилятор 
автоматически «расширяет» значение до нужного размера нуля-
ми: 
var i:integer; 
    x:array[1..4]of byte; 
begin 
 x[1]:=1; 
 x[2]:=2; 
 x[3]:=3; 
 x[4]:=4; 
 i:=integer(x[1]);// тут i=1 
 i:=integer((@x)^);// a тут i=67305985=$04030201 
end; 
В первом случае, при преобразовании типа byte в integer, 
компилятор автоматически добавил три пустых байта и получи-
лось четырехбайтовое значение, численно совпадающее с значе-
нием первого элемента массива. Во втором случае компилятор 
берет для преобразования четыре первых байта массива X. По-
этому результаты преобразования отличаются. 
При преобразовании типа, занимающего в памяти больше ме-
ста, чем результирующий, компилятор бѐрет первые несколько 
байт из исходной переменной, их количество зависит от занима-
емого места в памяти результирующим типом.  
var i:integer; 
    x:word; 
begin 
 i:=$12345678; 
 x:=word(i);//тут x=$5678 
 x:=byte(i);//тут x=$78 
end; 
Тема 4 Работа с битами  
Во многих API функциях для передачи множества значений 
используются битовые константы. То есть каждый бит некоторой 
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числовой переменной имеет своѐ назначение. Примерами такого 
могут быть атрибуты файла, параметры окна сообщения 
MessageBox и многое другое. Для работы с битами в языке Pascal 
существуют следующие битовые операторы (таблица 2): 
Таблица 2 – Логические битовые операторы 
Оператор Назначение 
not 
побитное 
инвертирование 
and побитное и 
or побитное или 
xor побитное исключающее или 
shl побитовый сдвиг влево 
shr побитовый сдвиг вправо 
Примеры применения этих операторов приведены в листинге 
ниже: 
var i:integer; 
begin 
 i:=not 1;//$FFFFFFFE 
 i:=1 shl 3;//i=8 
 i:=1 shr 1;//i=0 
 i:=7 shr 1;//i=3; 
 i:=3 and 5;//i=1; 
 i:=3 or 5;//i=7; 
 i:=3 xor 5;//i=6; 
end; 
Часто возникает задача проверки некоторого бита в перемен-
ной, установка этого бита и его сброс. Это делается следующим 
образом (на примере работы с битом №10 32-хразрядной пере-
менной): 
var i:integer; 
begin 
 i:=$070F; 
  if i and $400>0 then …//если бит 10 установлен 
 // 
 i:=i or $400;//установить 10-й бит 
 i:=i and not $400;//сбросить 10-й бит 
end; 
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2 ДИНАМИЧЕСКИ ПОДКЛЮЧАЕМЫЕ БИБЛИОТЕКИ 
Тема 5 Понятие динамически подключаемых библиотек 
При разработке программ для однозадачных операционных 
систем (ОС) в процессе компиляции генерируется модуль, со-
держащий в себе также код всех используемых подпрограмм (ри-
сунок 1). 
 
Программа 1 
... 
вызов MyFunc() 
... 
код MyFunc() 
… 
коды др. 
подпрограмм 
… 
код 
используемых 
модулей 
код 
программы 
Программа 2 
... 
вызов MyFunc() 
... 
код MyFunc() 
… 
коды др. 
подпрограмм 
… 
код 
используемых 
модулей 
код 
программы 
Рисунок 1 – Программы для однозадачных ОС 
В данном случае все подпрограммы из используемых моду-
лей подключаются статически и всегда физически присутствуют 
в каждой программе. В многозадачной среде такой подход при-
водит к дублированию одних и тех же функций по нескольку раз, 
что приводит к неэффективному использованию оперативной па-
мяти. Тем более, что во многих программах присутствуют одина-
ковые подпрограммы, отвечающие за работу интерфейса пользо-
вателя, файловый ввод/вывод и т.п. Поэтому для решения этой 
проблемы была предложена концепция динамически подключае-
мых библиотек (рисунок 2). Использование динамически под-
ключаемых библиотек (Dynamic Link Lybrary – DLL) позволяет 
хранить в оперативной памяти используемые подпрограммы 
только в одном экземпляре. 
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 Программа 1 
... 
вызов MyFunc() 
... 
Программа 2 
... 
вызов MyFunc() 
... 
вызов MyFunc() 
… 
Динамически 
подключаемая 
библиотека (DLL) 
код MyFunc() 
... 
коды других 
подпрограмм 
… 
 
Рисунок 2 – Вызов подпрограмм из DLL 
Подпрограммы из DLL выполняются в контексте вызвавшего 
их приложения, пользуются его стеком. Это означает, что в слу-
чае, например, возникновения ошибки в подпрограмме из DLL, 
ситуация будет аналогичной возникновению ошибки в подпро-
грамме самого приложения. В процессе работы ОС связывает с 
каждой используемой DLL специальный счетчик. Каждая следу-
ющая попытка подключения DLL программой не приводит к по-
вторной загрузке библиотеки, а просто увеличивает значение это-
го счѐтчика на единицу. Каждая попытка выгрузки более не нуж-
ной библиотеки уменьшает значение счѐтчика. Как только 
значение счѐтчика достигает начального значения, это является 
признаком того, что данная DLL больше не используется и может 
быть выгружена из памяти. 
Часто, в виде DLL создаются отдельные наборы функций, 
объединенные по тем или иным логическим признакам, анало-
гично тому, как концептуально происходит планирование под-
ключаемых модулей в языках программирования. Отличие за-
ключается в том, что функции из модулей компонуются статиче-
ски – в процессе компиляции, а функции из DLL компонуются 
динамически, то есть во время выполнения приложения. 
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Тема 6 Разработка динамически подключаемых библиотек 
Для создания DLL в языке программирования Object Pascal 
введено зарезервированное слово Library, которым должен начи-
наться текст библиотеки. За словом Library следует правильный 
идентификатор, не несущий смысловой нагрузки. 
Структура текста DLL повторяет структуру обычной про-
граммы, раздел исполняемых операторов в библиотеке играет ту 
же роль, что и инициализирующая часть модуля: операторы этой 
части исполняются только один раз в момент загрузки библиоте-
ки. 
В разделе описаний DLL могут объявляться произвольные 
типы (и классы), константы и переменные, но они остаются 
скрытыми от вызывающей программы и могут использоваться 
только внутри библиотеки. В разделе описаний присутствует 
специальный раздел объявления экспортируемых подпрограмм. 
Этот раздел начинается зарезервированным словом Exports, за 
которым через запятую перечисляются имена экспортируемых 
подпрограмм, например:  
Library MyLibrary; 
 
Function MyFunc (...):...; 
begin 
end; 
 
Procedure MyProc; 
begin 
end; 
 
Exports 
  MyFunc, MyProc; 
 
begin 
end. 
Списков Exports в библиотеке может быть несколько. Поми-
мо имени подпрограммы в заголовок DLL помещается также 
присвоенный ей целочисленный индекс. Это позволяет вызыва-
ющей программе ссылаться не на имя, а на индекс подпрограм-
мы, ускоряя поиск еѐ адреса при загрузке библиотеки. Индекс 
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подпрограммам присваивается по порядку их появления в спис-
ках Exports. Можно изменить умалчиваемую индексацию и явно 
указать индекс подпрограммы, добавив за ее именем в списке 
Exports слово index и целое число в диапазоне от 1 до 
2 147 483 647, для большей эффективности желательно использо-
вать минимальные значения.  
Exports  
MyFunc index 1, MyProc index 2;  
При экспортировании подпрограммы можно изменить еѐ 
внешнее имя. Для этого в списке Exports добавляется слово name 
и строка нового внешнего имени подпрограммы. 
Exports  
MyFunc index I name 'NEWFUNC';  
Поиск подпрограммы в загруженной библиотеке по индексу 
происходит быстрее, чем по имени, однако использование имени 
является более удобным. Решение о выборе способа идентифика-
ции подпрограммы в библиотеке должно выбираться в зависимо-
сти от требований к разрабатываемой программе. 
Тема 7 Использование динамически подключаемых 
библиотек 
Существуют два способа использования подпрограмм из ди-
намически подключаемых библиотек. Это статическое подклю-
чение или привязка к программе и динамическое подключение. 
Каждый из этих способов обладает своими достоинствами и не-
достатками и применяется в зависимости от требований к алго-
ритму приложения.  
Статическое подключение – наиболее простой способ ис-
пользования подпрограмм из DLL. В этом случае в выполняемый 
модуль заносится информация о необходимости загрузки опера-
ционной системой определенной библиотеки в память при запус-
ке приложения. Недостатком этого способа является то, что если 
требуемая библиотека не будет найдена, то приложение не будет 
запущено, а ОС выдаст сообщение об ошибке. Если не указан 
путь к DLL, то библиотека ищется в следующих местах: 
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 папка, откуда запущено приложение; 
 текущая папка;  
 системная папка ОС (например, c:\windows\System32); 
 папка ОС (например, c:\windows); 
 места, перечисленные в переменной окружения PATH. 
Статическое подключение DLL основано на использовании 
зарезервированного слова external, указываемого после заголовка 
подпрограммы. Строка после external указывает, из какой биб-
лиотеки подключается подпрограмма. 
Procedure Proc1;external ‘ExtLib.dll’; 
Function GetRes(val:integer):integer;external 
 ‘Vallib.dll’; 
При статическом подключении можно импортировать под-
программу из DLL по одному имени, а вызывать в программе по 
другому. В этом случае после external добавляется слово name с 
указанием имени, под которым подпрограмма была экспортиро-
вана из библиотеки. Также можно подключать подпрограмму из 
библиотеки по индексу. 
function GetRes:integer;external 'p15.dll' 
 name 'GetResA'; 
procedure SaveVal(var f);external 'FileSaver.dll' 
 index 3; 
Динамическое подключение – более гибкий способ подклю-
чения подпрограмм из DLL. В этом способе программист сам 
контролирует процесс загрузки библиотеки и может предусмот-
реть различные варианты обработки ошибочных ситуаций. Для 
реализации этого способа используются три API функции из си-
стемной библиотеки Kernel32.dll, которая предварительно под-
ключается статически. Это следующие функции: 
function LoadLibrary(lpLibFileName:PChar):HINST; 
function GetProcAddress(hModule:HINST; 
 lpProcName:PChar):Pointer 
function FreeLibrary(hLibModule:HINST):LonBool; 
Функция LoadLibrary загружает указанную библиотеку в ад-
ресное пространство вызывающего процесса. При успешном за-
вершении функция возвращает дескриптор загруженной DLL, в 
случае ошибки возвращает 0. 
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Функция GetProcAddress позволяет узнать адрес подпрограм-
мы в загруженной заранее библиотеке. Первый параметр функ-
ции – дескриптор библиотеки, второй – имя импортируемой под-
программы. В случае ошибки функция возвращает пустой указа-
тель nil, иначе – адрес подпрограммы. 
Функция FreeLibrary выгружает библиотеку и делает недей-
ствительным еѐ дескриптор. После вызова этой функции подпро-
граммы данной библиотеки больше недоступны. Если выгрузка 
DLL прошла успешно, функция возвращает true, а в случае 
ошибки – false. 
Пример динамической загрузки и вызова из библиотеки 
Libs.dll функции GetText без параметров, возвращающей тексто-
вую строку в формате ShortString. 
procedure Button1Click(Sender: TObject);  
var LibHandle: HINST; 
    GetSimpleText:function:ShortString; 
begin  
  LibHandle:=LoadLibrary('Libs.dll'); 
   if LibHandle>0 then 
     begin 
      GetSimpleText:=GetProcAddress(LibHandle, 
                                    'GetText'); 
       if @GetSimpleText<>nil then 
        ShowMessage(GetSimpleText));  
      FreeLibrary(LibHandle);  
     end; 
end; 
Функция GetProcAddress может быть использована и для по-
лучения адреса подпрограммы по индексу. В этом случае пара-
метр lpProcName используется для указания индекса, который 
помещается в младшие два байта параметра, старшие два байта 
указателя lpProcName в этом случае должны быть равны 0. 
GetSimpleText:=GetProcAddress(LibHandle,PChar(15)); 
Тема 8 Способы передачи параметров в подпрограммы 
Так как динамически подключаемые библиотеки и использу-
емые их программы могут быть написаны на разных языках про-
граммирования, особое внимание следует уделять способу пере-
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дачи параметров в подпрограммы. В языке Object Pascal при опи-
сании подпрограмм возможны следующие способы передачи па-
раметров (таблица 3). 
Таблица 3 – Способы передачи параметров 
Зарезервированное 
слово 
Порядок передачи 
параметров 
Кто очищает пара-
метры 
register слева направо подпрограмма 
pascal слева направо подпрограмма 
cdecl справа налево вызывающий 
stdcall справа налево подпрограмма 
safecall справа налево подпрограмма 
По умолчанию, если зарезервированное слово опущено, ис-
пользуется способ передачи параметров register, как наиболее 
эффективный. Разницу в передаче параметров при вызове под-
программ можно увидеть на следующем примере. 
procedure a(a,b,c:integer);stdcall; 
begin 
 … 
end; 
 
procedure b(a,b,c:integer);register 
begin 
 … 
end; 
 
procedure c(a,b,c:integer);pascal; 
begin 
 … 
end; 
 
procedure d(a,b,c:integer);cdecl; 
begin 
 … 
end; 
 
procedure e(a,b,c:integer);safecall; 
begin 
 … 
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end; 
 
procedure Test; 
begin 
 a(1,2,3); 
 b(1,2,3); 
 c(1,2,3); 
 d(1,2,3); 
 e(1,2,3); 
end; 
Скомпилировав данный код можно увидеть, что он представ-
ляется следующими ассемблерными командами. 
 
push 00000003 
push 00000002 
push 00000001 
call 0043E304 ;вызов a(1,2,3);stdcall; 
 
 
mov ecx, 00000003 
mov edx, 00000002 
mov eax, 00000001 
call 0043E30C ;вызов b(1,2,3);register; 
 
 
push 00000001 
push 00000002 
push 00000003 
call 0043E310 ;вызов c(1,2,3);pascal; 
 
 
push 00000003 
push 00000002 
push 00000001 
call 0043E318 ;вызов d(1,2,3);cdecl; 
add esp, 0000000C ;очистка стека, esp+=(3*4) 
 
 
push 00000003 
push 00000002 
push 00000001 
call 0043E320 ;вызов e(1,2,3);safecall; 
call 00405310 ;вызов второй подпрограммы 
 ;двойного интерфейса 
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Тема 9 Интерфейсный модуль 
При вызове подпрограмм из DLL часто бывает необходимо 
передавать структурированные параметры (записи) или классы. 
Поскольку библиотеки не могут экспортировать типы, приходит-
ся объявлять эти типы в вызывающей программе. Удобным в 
данном случае является создание интерфейсного модуля, содер-
жащего объявления, как подпрограмм, так и связанных с ними 
типов и классов. 
Unit Points; 
interface  
type TPoint=record 
             X, Y: Real;  
            end; 
 
function Len(x, y: TPoint): Real; stdcall;  
external 'Points.dll' index 1;  
function Mid(x, y: TPoint): Real; stdcall;  
external 'Points.dll ' index 2;  
 
implementation 
 
end.  
Интерфейсный модуль упрощает разработку основной про-
граммы. Достаточно подключить интерфейсный модуль к проек-
ту, и требуемые подпрограммы из DLL окажутся автоматически 
подключенными, вдобавок к этому, объявленными окажутся и 
требуемые типы данных. К недостаткам интерфейсного модуля 
можно отнести его «привязку» к определенному языку програм-
мирования. Для каждого языка программирования для одной и 
той же библиотеки нужно создавать свой интерфейсный модуль. 
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3 ВЗАИМОДЕЙСТВИЕ С ОПЕРАЦИОННОЙ СИСТЕМОЙ 
Тема 10 Структура программы для ОС Windows 
При работе приложения в ОС Windows значительное взаимо-
действие между ОС и приложением осуществляется с помощью 
системы событий (сообщений). Это неверно лишь для таких про-
грамм, таких как различные утилиты, конвертеры, архиваторы, 
работающие через командную строку. Эти программы по своей 
структуре повторяют программы для однозадачных ОС.  
Приложения с графическим пользовательским интерфейсом 
(GUI), да и различные служебные программы, активно взаимо-
действующие с пользователем и ОС, как правило, имеют следу-
ющую структуру: 
… 
Регистрация класса окна 
Создание окна 
… 
Инициализация приложения 
… 
msg_loop://Цикл обработки сообщений 
 вызов GetMessage 
  если возвращен 0, то переход на end_loop 
 вызов TranslateMessage 
 вызов DispatchMessage 
 переход на msg_loop 
 
end_loop: 
… 
Завершение приложения 
… 
 вызов ExitProcess 
 ;сюда управление уже не попадает 
;------------------------------------------------- 
Процедура обработки сообщений WndProc 
hwnd:DWORD, wmsg:DWORD, wparam:DWORD, lparam:DWORD 
 Если [wmsg]= WM_DESTROY тогда переход на wmdestroy 
иначе 
 Если … //обработка сообщений 
 … 
 … иначе переход на defwndproc 
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defwndproc: 
 вызов DefWindowProc 
 ret 
 
wmdestroy: 
 вызов PostQuitMessage 
 ret 
Код основного потока программы имеет инициализирующую 
часть, где кроме всего создается основное окно приложения (воз-
можно, невидимое). Далее идѐт основной цикл обработки сооб-
щений ОС. После этого цикла идѐт финализирующая часть, осво-
бождающая память, ресурсы, и удаляющая основное окно при-
ложения. Обработка сообщений ОС производится в специальной 
оконной процедуре (в листинге это – WndProc). С такой структу-
рой программы для Windows непосредственно сталкиваются про-
граммисты низкого уровня, программирующие, например, на ас-
семблере. В средах визуального проектирования, например, в 
Borland Delphi, эта структура скрыта от программиста. Тем не 
менее, доступ к ней есть. Основная часть этой структуры в 
Borland Delphi размещена в классе TApplication. 
Тема 11 Класс TApplication 
В любом проекте Borland Delphi, использующем модуль 
Forms, доступна глобальная переменная Application:TApplication. 
На уровне методов и свойств этого класса осуществляется управ-
ление выполняемым приложением. Несмотря на то, что компо-
нент TApplication отсутствует в Палитре компонентов, доступ к 
его свойствам имеется в визуальной среде разработки через диа-
логовое окно свойств проекта (Меню Project | Options, закладка 
Application). В автоматически сгенерированном файле проекта 
можно увидеть пример использования методов данного класса: 
 метод Initialize используется для инициализации приложе-
ния; 
 метод CreateForm применяется для создания форм прило-
жения.  
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Метод Run осуществляет запуск приложения. В нем включа-
ется обработчик очереди сообщений, который выполняется до 
момента завершения работы приложения.  
Информация о приложении доступна через свойства класса 
TAppplication: 
 ExeName:string – полное имя файла приложения (то же, 
что и paramstr(0) или GetModuleFileName(nil,…)); 
 Title:string – имя приложения, под которым оно отобража-
ется в диспетчере задач;  
 Icon:TIcon – значок приложения, загружается из ресурса 
MAINICON в файле ресурсов проекта.  
После инициализации приложения в файле проекта объект 
класса TApplication используется для создания форм помощи ме-
тода 
procedure CreateForm (FormClass: TFormClass; 
 var Reference); 
Создаются только те формы, которые содержатся в списке 
Auto-create forms в параметрах проекта. Метод работает таким 
образом, что в случае, если указатель на главную форму в данный 
момент равен пустому, то созданная форма становится главной. 
Указатель на главную форму проекта хранится в свойстве класса 
TApplication 
property MainForm: TForm; 
Основное, главное, с точки зрения ОС окно создается в классе 
TApplication и остаѐтся невидимым. Именно это окно получает 
все сообщения от ОС. Дескриптор этого окна доступен через 
свойство класса TApplcation 
property Handle: HWnd; 
После создания всех форм метод 
procedure Run; 
запускает цикл обработки сообщений: 
Repeat 
 HandleMessage 
until Terminated; 
Вызываемый в нем метод HandleMessage; 
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procedure TApplication.HandleMessage; 
var Msg: TMsg; 
begin 
 if not ProcessMessage(Msg) then Idle(Msg); 
end; 
Метод ProcessMessage ищет нужный обработчик сообщения и 
передает ему управление. Организовать дополнительную обра-
ботку сообщений можно, определив обработчик события. 
property OnMessage: TMessageEvent; 
TMessageEvent = procedure (var Msg:TMsg; 
 var Handled:Boolean) of object; 
параметр Handled возвращает признак обработки сообщения в 
этом обработчике, если false, то в дальнейшем сообщение будет 
обработано стандартным обработчиком, если true – то нет. 
Когда в очереди сообщений нет, то может быть выполнена 
некоторая дополнительная работа. Для этого нужен обработчик 
события, которое генерируется в этой ситуации внутри метода 
Idle в HandleMessage: 
property Onldle: TIdleEvent; 
TIdleEvent = procedure (Sender: TObject; 
 var Done: Boolean) of object; 
Done – признак потребности в последующих вызовах обра-
ботчика. Если true – то следующий вызов обработчика произой-
дѐт только когда снова возникнет ситуация опустошения очереди 
соощений. Если false – обработчик будет вызываться все время 
при отсутствии сообщений. Код обработчика не должен выпол-
няться слишком долго для более быстрой обработки сообщений 
от ОС. Пример написания обработчика события OnIdle. 
type 
  TForm1 = class(TForm) 
    Edit1: TEdit; 
    procedure FormCreate(Sender: TObject); 
  private 
    i:integer; 
    procedure MyIdleHandler(Sender: TObject; 
                          var Done: Boolean); 
  end; 
 
… 
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procedure TForm1.FormCreate(Sender: TObject); 
begin 
 i:=0; 
 Application.OnIdle:= MyIdleHandler; 
end; 
procedure TForm1.MyIdleHandler; 
const Sym:array[0..3]of char=('-','\','|','/'); 
begin 
  Edit1.Text:=Sym[i]; 
  inc(i); 
   if i>=4 then i:=0; 
  Sleep(50); 
  Done:=false; 
end; 
Код метода Run выполняется до установки свойства 
Terminated в true. Это происходит при завершении приложения. 
Установить его можно методом класса TApplication Terminate. 
При переключении между задачами происходят активизация 
и деактивизация приложения. Приложение способно отслеживать 
эти моменты. При активизации и деактивизации приложения воз-
никают события: 
property OnActivate: TNotifyEvent; 
property OnDeactivate: TNotifyEvent; 
Текущее состояние активности можно узнать в свойстве: 
property Active: Boolean; 
События, возникающие при сворачивании и восстановлении 
главной формы приложения, также относятся к объекту 
Application: 
property OnMinimize: TNotifyEvent; 
property OnRestore: TNotifyEvent; 
Для программного выполнения таких операций есть два ме-
тода: 
procedure Minimize; 
procedure Restore; 
У класса TApplication есть метод 
procedure BringToFront; 
У формы также есть такой метод, который показывает форму 
поверх остальных и активизирует ее. Отличие этих методов в 
том, что TForm.BringToFront активизирует вызвавшую его фор-
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му, а метод TApplication.BringToFront – ту форму, которая была 
активна последней.  
При возникновении исключительной ситуации во время вы-
полнения приложения по умолчанию отображается окно с тексом 
сообщения об ошибке вызовом метода 
ShowException(E:Exception). Стандартную обработку можно пе-
реопределить в обработчике 
property OnException: TExceptionEvent; 
TExceptionEvent = procedure (Sender: TObject;  
E: Exception) of object; 
Для отображения диалоговых окон сообщений предназначен 
метод класса TApplication MessageBox. Функциональность дан-
ного метода аналогична API функции MessageBox из системной 
библиотеки user32.dll с тем лишь отличием, что в качестве де-
скриптора родительского окна всегда передается 
Application.Handle. 
Тема 12 Сообщения, их обработка и отправка 
Разработка приложений для Windows с использованием толь-
ко системных API функций является достаточно трудоѐмкой. 
Среда визуальной разработки приложений одной из своих задач 
ставит сокрытие от программиста сложностей разработки 
Windows приложений. Но, с другой стороны, она должна обеспе-
чивать возможность программно влиять на процесс взаимодей-
ствия ОС и приложения. 
Для облегчения программирования, среда разработки выпол-
няет предварительный разбор поступающих приложению сооб-
щений, преобразовывает их в более удобную форму. Например, 
сообщение о нажатии кнопки мыши от ОС поступает в виде со-
общений с кодами WM_LBUTTONDOWN, 
WM_RBUTTONDOWN, WM_MBUTTONDOWN, где в первом 
параметре через значения битов передается информация о состо-
янии управляющих клавиш и клавиш мыши, а второй параметр 
содержит значения координат курсора мыши. Среда Borland 
Delphi преобразовывает эту информацию и передаѐт в обработ-
чик нажатия кнопки мыши в более удобной форме: 
 29 
procedure TForm1.FormMouseDown(Sender: TObject; 
                               Button: TMouseButton; 
                               Shift: TShiftState; 
                               X, Y: Integer); 
Подобные преобразования предусмотрены для практически 
всех сообщений ОС. Несмотря на это, среда Borland Delphi поз-
воляет реализовывать обработку сообщений, непосредственно 
поступающих от ОС. Первый способ – это обработка события 
TApplication.onMessage. 
procedure TForm1.ApplicationEvents1Message( 
    var Msg: tagMSG; var Handled: Boolean); 
begin 
 Handled:=false; 
 Memo1.Lines.Add(inttostr(Msg.message)); 
end; 
Второй способ в обработке сообщений от ОС, предназначен-
ный для диалоговых окон не из библиотеки VCL, это ивпользо-
вание методов HookMainWindow и UnHookMainWindow класса 
TApplication. 
function TForm1.Hook(var Message: TMessage): Boolean; 
begin 
 Memo2.Lines.Add(IntToStr(Message.Msg)); 
 Hook:=false; 
end; 
procedure TForm1.FormCreate(Sender: TObject); 
begin 
 Application.HookMainWindow(Hook); 
end; 
procedure TForm1.FormDestroy(Sender: TObject); 
begin 
 Application.UnHookMainWindow(Hook); 
end; 
Через метод HookMainWindow может быть зарегистрировано 
несколько обработчиков, которые будут выстроены в цепочку. 
Возврат некоторым обработчиком true означает, что сообщение 
обработано. 
Для обработки сообщений, поступающих некоторому окну 
(форме) используют другой синтаксис: 
procedure NameHandler(var Msg : TMessageType); 
  message Msg_Code; 
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NameHandler – произвольное имя для обработчика. Msg – 
произвольное имя передаваемого параметра. TMessageType – 
подходящий тип сообщения, зависит от вида сообщения. 
Msg_Code – числовой код сообщения ОС Windows. Например. 
Type 
  TForm1 = class(TForm) 
   … 
  private 
    procedure MouseWhl(var Message: TMessage); 
                       message WM_LBUTTONDOWN; 
  … 
  end; 
 
procedure TForm1.MouseWhl; 
begin 
 Memo1.Lines.Add(IntToStr(Message.LParam)); 
end; 
Базовым типом для обработки сообщений ОС в Object Pascal 
является тип TMessage. 
  TMessage = packed record 
    Msg: Cardinal; 
    case Integer of 
      0: ( 
        WParam: Longint; 
        LParam: Longint; 
        Result: Longint); 
      1: ( 
        WParamLo: Word; 
        WParamHi: Word; 
        LParamLo: Word; 
        LParamHi: Word; 
        ResultLo: Word; 
        ResultHi: Word); 
  end; 
Назначение полей этой записи следующее: 
 Msg – код сообщения; 
 WParam (или составляющие его двухбайтовые слова 
WParamLo и WParamHi) – первый параметр сообщения; 
 LParam (или составляющие его двухбайтовые слова 
LParamLo и LParamHi) – второй параметр сообщения; 
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 Result (или составляющие его двухбайтовые слова ResulLo 
и ResultHi) – результат обработки сообщения. 
Назначения WParam, LParam и Result зависят от кода сооб-
щения. В некоторых сообщениях нет параметров (не используют-
ся), в некоторых используется только один, в некоторых – все 
два. Результат обработки сообщения тоже зависит от кода сооб-
щения. В модуле Messages объявлено много различных типов со-
общений, физически по занимаемой памяти соответствующих ба-
зовому типу TMessage, но содержащих внутри дополнительные 
переменные, являющиеся частью переменных базовой записи 
TMessage. 
  TWMNCHitTest = packed record 
    Msg: Cardinal; 
    Unused: Longint; 
    case Integer of 
      0: ( 
        XPos: Smallint; 
        YPos: Smallint); 
      1: ( 
        Pos: TSmallPoint; 
        Result: Longint); 
  end; 
 
  TWMMove = packed record 
    Msg: Cardinal; 
    Unused: Integer; 
    case Integer of 
      0: ( 
        XPos: Smallint; 
        YPos: Smallint); 
      1: ( 
        Pos: TSmallPoint; 
        Result: Longint); 
  end; 
 
  TWMMouseActivate = packed record 
    Msg: Cardinal; 
    TopLevel: HWND; 
    HitTestCode: Word; 
    MouseMsg: Word; 
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    Result: Longint; 
  end; 
Несмотря на различный набор параметров, общий размер 
каждой такой записи всегда равен 16 байтам. Наличие слова 
packed в описании записи заставляет компилятор генерировать 
размещение переменных записи в памяти без выравнивания, а 
последовательно, одна за другой.  
Для отправки сообщений окну используются функции API 
SendMessage и PostMessage. Функция SendMessage отправляет 
указанное сообщение окну или окнам Функция вызывает окон-
ную процедуру для указанного окна и не возвращает управление 
до тех пор, пока оконная процедура не обработает сообщение. 
Функция PostMessage, наоборот, помещает сообщение в очередь 
сообщений окна и  немедленно возвращает управление.  
function SendMessage( 
   hWnd: HWND; 
   Msg: UINT; 
   wParam: WPARAM; 
   lParam: LPARAM): LRESULT; 
function PostMessage( 
   hWnd: HWND; 
   Msg: UINT; 
   wParam: WPARAM; 
   lParam: LPARAM): BOOL; 
Параметры функций идентичны: 
 hWnd – дескриптор окна, которому посылается сообще-
ние. Если это параметр равен константе HWND_BROADCAST, 
сообщение отправляется всем окнам верхнего уровня в системе, 
включая недоступные или невидимые или всплывающие окна; 
 Msg – код отправляемого сообщения; 
 wParam,lParam – дополнительная информация, зависящая 
от кода сообщения. 
Возвращаемое значение для функции SendMessage является 
результатом обработки сообщения. Функция PostMessage воз-
вращает признак успешного помещения сообщения в очередь со-
общений к окну: true – сообщение успешно помещено, false – при 
помещении сообщения в очередь возникла ошибка.  
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Также для отправки сообщений существует функция API 
SendMessageCallback, которая посылает указанное сообщение ок-
ну. Эта функция вызывает оконную процедуру и немедленно воз-
вращает управление. После того, как оконная процедура обрабо-
тает сообщение, система вызывает специальную «callback» функ-
цию, которой и передается результат обработки сообщения. 
Пример установки ширины ListBox’а через отправку со-
общщения: 
SendMessage(ListBox1.Handle, 
            LB_SETHORIZONTALEXTENT, 
            500,0); 
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4 УПРАВЛЕНИЕ ПРОЦЕССАМИ И ПОТОКАМИ 
Тема 13 Запуск приложений 
Наиболее простой функцией API, позволяющей организовать 
запуск приложения, является функция WinExec: 
function WinExec( 
   lpCmdLine: LPCSTR; 
   uCmdShow: UINT): UINT; 
 lpCmdLine – Указатель на строку в формате PChar, содер-
жащую командную строку – имя файла плюс дополнительные 
параметры для запускаемого приложения. Если имя выполняемо-
го модуля не содержит пути, то ОС производит поиск приложе-
ния в следующих местах по порядку:  
 - папка, из которой было запущено родительское прило-
жение; 
 - текущая папка; 
 - системная папка ОС, функция API GetSystemDirectory 
позволяет узнать этот путь; 
 - папка ОС, функция GetWindowsDirectory позволяет по-
лучить этот пусть; 
 - папки, перечисленные в переменной окружения PATH. 
 uCmdShow – задаѐт, как будет отображено запускаемое 
Windows приложение. Для других приложений режим отображе-
ния задаѐтся в соответствующем ему PIF файле. Некоторые воз-
можные значения параметра uSmdShow: 
 - SW_HIDE окно скрыто; 
 - SW_MAXIMIZE окно развѐрнуто на весь экран; 
 - SW_MINIMIZE окно свѐрнуто; 
 - SW_SHOW окно отображено.  
Если функция выполнена успешно, то она возвращает значе-
ние, большее, чем 31. В случае ошибки возвращаются следующие 
значения: 
 - 0 системе недостаточно ресурсов; 
 - ERROR_BAD_FORMAT выполняемый модуль по-
вреждѐн или имеет неверный формат; 
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 - ERROR_FILE_NOT_FOUND выполняемый модуль не 
найден. 
 - ERROR_PATH_NOT_FOUND указанный путь не 
найден. 
Функция WinExec возвращает управление тогда, когда запу-
щенный процесс вызывает функцию GetMessage или по истече-
нию определенного лимита времени. 
procedure TForm1.Button1Click(Sender: TObject); 
begin 
 if OpenDialog1.Execute then 
   WinExec(PChar(OpenDialog1.FileName),SW_SHOWNORMAL); 
end; 
При разработке программ более гибким и правильным спосо-
бом запуска приложений является использование функции Cre-
ateProcess, которая создает новый процесс и его главный поток. 
function CreateProcess(lpApplicationName: PChar; 
         lpCommandLine: PChar; 
         lpProcessAttributes, 
         lpThreadAttributes: PSecurityAttributes; 
         bInheritHandles: BOOL; 
         dwCreationFlags: DWORD; 
         lpEnvironment: Pointer; 
         lpCurrentDirectory: PChar; 
   const lpStartupInfo: TStartupInfo; 
     var lpProcessInformation: TProcessInformation 
       ): BOOL; 
 lpApplicationName – указатель строку с завершающим ну-
лѐм, содержащую имя файла запускаемого приложения. Строка 
может содержать полный путь к файлу. Если полный путь не ука-
зан, то поиск осуществляется по правилам, как для функции 
WinExec. Если параметр lpApplicationName равен пустому указа-
телю, то имя запускаемого файла должно быть задано в парамет-
ре lpCommandLine. 
 lpCommandLine – указатель на командную строку для за-
пускаемого файла. Если этот параметр равен пустому указателю, 
то функция использует значение параметра lpApplicationName 
как командную строку. Если для приложения заданы оба пара-
метра, и lpApplicationName и lpCommandLine, то первый пара-
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метр задаѐт имя файла запускаемого приложения, а второй опре-
деляет командную строку. Приложение может использовать 
функцию GetCommandLine для получения своей командной стро-
ки. Если при указании имени запускаемого файла расширение не 
указано, то автоматически добавляется расширение .EXE. Для 
указания файла без расширения нужно указать в конце имени 
файла точку (.). 
 lpProcessAttributes – указатель на структуру 
SECURITY_ATTRIBUTES, определяющую, дескриптор безопас-
ности для нового процесса. 
 lpThreadAttributes – указатель на структуру 
SECURITY_ATTRIBUTES, определяющую, дескриптор безопас-
ности для главного потока нового процесса. 
Если структуры SECURITY_ATTRIBUTES не указаны (nil), 
то приложение или поток получают дескриптор безопасности по 
умолчанию. В Windows 9x эти параметры игнорируются. 
 bInheritHandles – указывает, наследует ли порождаемый 
процесс дескрипторы родительского процесса. Если значение 
true, то каждый открытый дескриптор, который может быть 
наследован, наследуется новым процессом. Наследуемые де-
скрипторы имеют такие же значения и права доступа, как и их 
оригиналы. 
 dwCreationFlags – pадаѐт дополнительные параметры, 
определяющие класс приоритета и создание нового процесса. 
Могут быть использованы следующие возможные комбинации 
значений:  
 - CREATE_DEFAULT_ERROR_MODE – cоздаваемый 
процесс не наследует режим обработки ошибок родительского 
процесса. Приложение может изменить режим обработки ошибок 
функцией SetErrorMode. По умолчанию создаваемый процесс по-
лучает такой же режим обработки ошибок, как и  родительский 
процесс; 
 - CREATE_NEW_CONSOLE – новый процесс получает 
новую консоль вместо наследования консоли родительского про-
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цесса. Это значение не может быть использовано вместе с значе-
нием DETACHED_PROCESS; 
 - CREATE_NEW_PROCESS_GROUP – указывает, что но-
вый процесс является корневым процессом для новой группы 
консольных процессов; 
 - CREATE_SEPARATE_WOW_VDM – позволяет в ОС 
Windows NT задать для 16-разрядного приложения использова-
ние отдельной виртуальной DOC машины (VDM); 
 - CREATE_SHARED_WOW_VDM – задает запуск 16-
разрядного приложения в общей виртуальной DOS машине 
(VDM); 
 - CREATE_SUSPENDED – основной поток нового при-
ложения создается и остаѐтся в приостановленном состоянии. 
Для начала его выполнения нужно вызвать функцию Re-
sumeThread; 
 - CREATE_UNICODE_ENVIRONMENT – указание этого 
значения означает, что блок переменных окружения использует 
кодировку Unicode; 
 - DEBUG_PROCESS – этот флаг используется для запуска 
приложения в режиме отладки. В этом случае ОС информирует 
родительский процесс обо всех возникающих отладочных собы-
тиях; 
 - DEBUG_ONLY_THIS_PROCESS если дочерний про-
цесс, запущенный в режиме отладки, запустит еще один процесс, 
то, при указании этого флага, этот порождѐнный процесс не бу-
дет отлаживаться, если этот флаг не указан – то будет; 
 - DETACHED_PROCESS – для консольных приложений. 
Указывает, что запускаемый процесс не будет иметь доступа к 
консоли родительского процесса. Этот флаг не может быть ис-
пользован вместе с CREATE_NEW_CONSOLE. 
Параметр dwCreationFlags также определяет класс приоритета 
для запускаемого приложения:  
 - IDLE_PRIORITY_CLASS указывает, что процесс дол-
жен выполняться только при простое ОС. Пример - заставка 
экрана. 
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 - NORMAL_PRIORITY_CLASS указывает нормальный 
режим работы приложения и его потоков. 
 - HIGH_PRIORITY_CLASS указывает, что процесс вы-
полняет критические по времени задачи и должен выполняться с 
минимальными задержками. 
 - REALTIME_PRIORITY_CLASS указывает для процесса 
максимально возможный приоритет. Потоки с таким приорите-
том прерывают выполнение всех остальных потоков, включая и 
процессы ОС, выполняющие важные задачи по производительно-
сти (мышь, память, кэширование и т.п.). 
Если не указать класс приоритета для запускаемого процесса, 
то он будет принадлежать классу IDLE_PRIORITY_CLASS, если 
запускающий его процесс также принадлежит классу 
IDLE_PRIORITY_CLASS, иначе будет принадлежать классу 
NORMAL_PRIORITY_CLASS. 
 lpEnvironment – указатель на блок переменных окружения. 
Если равен nil, то новый процесс получает блок переменных 
окружения родительского процесса. Блок переменных окружения 
представляет собой заканчивающийся нулѐм блок ASCZ строк 
вида: 
name=value 
Например. 
'COMPUTERNAME=Server'#0'OS=Windows_NT'#0'TEMP=C:\Window
s\Temp'#0#0 
Символ «=» не может быть использован в имени переменной 
окружения. 
 lpCurrentDirectory – задаѐт для нового процесса текущую 
папку и диск. Если этот параметр равен nil, новый процесс полу-
чает такую же текущую папку как и родительский процесс.  
 lpStartupInfo – указатель на структуру STARTUPINFO, ко-
торая задает, как должно быть отображено главное окно запуска-
емого процесса.  
 lpProcessInformation – указатель на структуру 
PROCESS_INFORMATION, в которую заносится информация о 
запущенном процессе.  
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Функция возвращает признак успешного выполнения. В слу-
чае ошибки, дополнительную информацию можно получить, вы-
звав функцию GetLastError.  
Поток, создавший процесс, может использовать функцию 
WaitForInputIdle для ожидания окончания инициализации нового 
процесса. Это может быть полезно для синхронизации между ро-
дительским и новым запущенным процессом. 
Когда последний поток запущенного процесса завершается, 
происходят следующие действия: 
 все открытые процессом объекты закрываются; 
 статус завершения процесса (возвращаемый функцией 
GetExitCodeProcess) меняется с значения STILL_ACTIVE на ста-
тус завершения последнего потока; 
 объект синхронизации главного потока приложения пере-
ходит в сигнальное состояние; 
 объект процесса переходит в сигнальное состояние. 
Структура TStartupInfo используется для задания дополни-
тельных параметров для запускаемого процесса и его окна. 
  _STARTUPINFOA = record 
    cb: DWORD; 
    lpReserved: Pointer; 
    lpDesktop: Pointer; 
    lpTitle: Pointer; 
    dwX,dwY: DWORD; 
    dwXSize,dwYSize: DWORD; 
    dwXCountChars,dwYCountChars: DWORD; 
    dwFillAttribute: DWORD; 
    dwFlags: DWORD; 
    wShowWindow: Word; 
    cbReserved2: Word; 
    lpReserved2: PByte; 
    hStdInput,hStdOutput,hStdError: THandle; 
  end; 
  TStartupInfo = _STARTUPINFOA; 
 
 cb – размер структуры в байтах, должен быть установлен 
перед передачей структуры в функцию; 
 lpReserved – зарезервирован, должен быть nil; 
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 lpDesktop – задаѐт строку, определяющую имя рабочей 
станции и/или рабочего стола для запускаемого приложения; 
 lpTitle – заголовок для окна консольного приложения; 
 dwX, dwY – игнорируются, если не указан флаг 
STARTF_USEPOSITION, задают координаты окна на экране, ес-
ли запускаемое приложение получает их от ОС (при вызове 
функции CreateWindow указан флаг CW_USEDEFAULT); 
 dwXSize, dwYSize – игнорируются, если не указан флаг 
STARTF_USESIZE, задают ширину (dwXSize) и высоту 
(dwYSize) окна в пикселях, если запускаемое приложение полу-
чает их от ОС; 
 dwXCountChars, dwYCountChars – игнорируются, если не 
указан флаг STARTF_USECOUNTCHARS, для консольных про-
цессов, при создании новой консоли, задают размер в символах 
экранного буфера; 
 dwFillAttribute – игнорируется, если не указан флаг 
STARTF_USEFILLATTRIBUTE, задает начальные цвет текста и 
фона при создании новой консоли. Значение цветов задаѐтся 
комбинацией следующих значений:  
  FOREGROUND_BLUE = 1; 
  FOREGROUND_GREEN = 2; 
  FOREGROUND_RED = 4; 
  FOREGROUND_INTENSITY = 8; 
  BACKGROUND_BLUE = $10; 
  BACKGROUND_GREEN = $20; 
  BACKGROUND_RED = $40; 
  BACKGROUND_INTENSITY = $80; 
 dwFlags – флаги, указывающие, что определенные поля 
структуры должны учитываться, возможные значения флагов 
приведены в описании соответствующих полей; 
 wShowWindow – игнорируется, если не указан флаг 
STARTF_USESHOWWINDOW, задаѐт значение для отображения 
окна (аналогично параметру uCmdShow в функции WinExec); 
 cbReserved2 – зарезервировано, должно равняться нулю; 
 lpReserved2 – зарезервировано, должно равняться NULL; 
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 hStdInput, hStdOutput, hStdError – игнорируются, если не 
указан флаг STARTF_USESTDHANDLES, задают дескрипторы 
для стандартного ввода, вывода и вывода ошибок.  
В структуру TProcessInformation функция помещает инфор-
мацию о запущенном процессе и его главном потоке. 
  _PROCESS_INFORMATION = record 
    hProcess: THandle; 
    hThread: THandle; 
    dwProcessId: DWORD; 
    dwThreadId: DWORD; 
  end; 
  TProcessInformation = _PROCESS_INFORMATION; 
 hProcess – дескриптор запущенного процесса; 
 hThread – дескриптор главного потока запущенного про-
цесса; 
 dwProcessId – глобальный числовой идентификатор запу-
щенного процесса; 
 dwThreadId – глобальный числовой идентификатор глав-
ного потока. 
Пример запуска процесса, файл которого выбирается в диало-
ге пользователем. 
procedure TForm1.Button1Click(Sender: TObject); 
var SI:TStartupInfo; 
    PI:TProcessInformation; 
begin 
  if OpenDialog1.Execute then //выбрать файл 
   begin 
    ZeroMemory(@SI,SizeOf(SI));//Обнулить структуру 
    SI.cb:=SizeOf(SI);//установить размер 
    //Попытка запуска: 
     if not CreateProcess(PChar(OpenDialog1.FileName), 
         nil,nil,nil,false,0,nil,nil,SI,PI) then 
      MessageBox(Handle,'Ошибка запуска!', 
                 'Ошибка:',$10); 
      else //Подождать завершения 
       WaitForSingleObject(PI.hProcess,INFINITE); 
  end; 
end; 
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Тема 14 Потоки и их создание 
Приложения в ОС Windows состоят из одного или нескольких 
процессов. Упрощѐнно процесс – это выполняемая программа. В 
контексте процесса выполняются один или несколько потоков. 
Поток – это объект, которому ОС выделяет процессорное время. 
Поток может выполнять некоторую часть кода процесса, в том 
числе, уже выполняемую другим потоком. Каждый процесс име-
ет свои виртуальное адресное пространство, выполняемый код, 
данные, дескрипторы объектов, переменные окружения, базовый 
приоритет. Каждый процесс запускается с единственным пото-
ком называемым основным (primary thread), но он может созда-
вать дополнительные потоки из любого своего существующего 
потока. Все потоки одного процесса используют общее адресное 
пространство и системные ресурсы. В дополнение к этому, каж-
дый поток содержит информацию о приоритете и множество 
структур, используемых ОС для сохранения контекста потока. 
ОС Windows поддерживает вытесняющую многозадачность, со-
здающую эффект одновременного выполнения множества пото-
ков нескольких приложений. На многопроцессорных системах 
ОС Windows NT поддерживает одновременное выполнение не-
скольких потоков по количеству процессоров в системе. 
Каждый процесс принадлежит одному из следующих классов 
приоритета: 
 IDLE_PRIORITY_CLASS; 
 NORMAL_PRIORITY_CLASS; 
 HIGH_PRIORITY_CLASS; 
 REALTIME_PRIORITY_CLASS. 
Класс приоритета процесса задается при запуске функцией 
CreateProcess или устанавливается функцией SetPriorityClass. 
Функция GetPriorityClass позволяет узнать класс приоритета про-
цесса. Для потоков определены другие классы приоритета: 
 THREAD_PRIORITY_IDLE; 
 THREAD_PRIORITY_LOWEST; 
 THREAD_PRIORITY_BELOW_NORMAL; 
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 THREAD_PRIORITY_NORMAL; 
 THREAD_PRIORITY_ABOVE_NORMAL; 
 THREAD_PRIORITY_HIGHEST; 
 THREAD_PRIORITY_TIME_CRITICAL. 
Функции GetThreadPriority и SetThreadPriority позволяют счи-
тывать и устанавливать приоритет для потока. Уровень базового 
приоритета, определяющего приоритет выполнения потока в 
ОС, для конкретного потока зависит одновременно от класса 
приоритета процесса, от класса приоритета потока, а так же от 
состояния приложения. Зависимость уровня базового приоритета 
представлена в таблице 4. 
Таблица 4 – Уровень базового приоритета потока 
Б
аз
о
вы
й
 
п
р
и
о
р
и
те
т 
Класс приоритета процесса Класс приоритета потока 
1 
IDLE_PRIORITY_CLASS, 
NORMAL_PRIORITY_CLASS, 
HIGH_PRIORITY_CLASS 
THREAD_PRIORITY_IDLE 
2 IDLE_PRIORITY_CLASS THREAD_PRIORITY_LOWEST 
3 IDLE_PRIORITY_CLASS THREAD_PRIORITY_BELOW_NORMAL 
4 IDLE_PRIORITY_CLASS THREAD_PRIORITY_NORMAL 
5 
NORMAL_PRIORITY_CLASS в 
фоне 
THREAD_PRIORITY_LOWEST 
IDLE_PRIORITY_CLASS THREAD_PRIORITY_ABOVE_NORMAL 
6 
NORMAL_PRIORITY_CLASS в 
фоне 
THREAD_PRIORITY_BELOW_NORMAL 
IDLE_PRIORITY_CLASS THREAD_PRIORITY_HIGHEST 
7 
активное 
NORMAL_PRIORITY_CLASS 
THREAD_PRIORITY_LOWEST 
NORMAL_PRIORITY_CLASS в 
фоне 
THREAD_PRIORITY_NORMAL 
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8 
активное 
NORMAL_PRIORITY_CLASS 
THREAD_PRIORITY_BELOW_NORMAL 
NORMAL_PRIORITY_CLASS THREAD_PRIORITY_ABOVE_NORMAL 
9 
активное 
NORMAL_PRIORITY_CLASS 
THREAD_PRIORITY_NORMAL 
NORMAL_PRIORITY_CLASS THREAD_PRIORITY_HIGHEST 
10 
активное 
NORMAL_PRIORITY_CLASS 
THREAD_PRIORITY_ABOVE_NORMAL 
11 
HIGH_PRIORITY_CLASS THREAD_PRIORITY_LOWEST 
NORMAL_PRIORITY_CLASS в 
фоне 
THREAD_PRIORITY_HIGHEST 
12 HIGH_PRIORITY_CLASS THREAD_PRIORITY_BELOW_NORMAL 
13 HIGH_PRIORITY_CLASS THREAD_PRIORITY_NORMAL 
14 HIGH_PRIORITY_CLASS THREAD_PRIORITY_ABOVE_NORMAL 
15 
IDLE_PRIORITY_CLASS, 
NORMAL_PRIORITY_CLASS, 
HIGH_PRIORITY_CLASS 
THREAD_PRIORITY_TIME_CRITICAL 
HIGH_PRIORITY_CLASS THREAD_PRIORITY_HIGHEST 
16 REALTIME_PRIORITY_CLASS THREAD_PRIORITY_IDLE 
22 REALTIME_PRIORITY_CLASS THREAD_PRIORITY_LOWEST 
23 REALTIME_PRIORITY_CLASS THREAD_PRIORITY_BELOW_NORMAL 
24 REALTIME_PRIORITY_CLASS THREAD_PRIORITY_NORMAL 
25 REALTIME_PRIORITY_CLASS THREAD_PRIORITY_ABOVE_NORMAL 
26 REALTIME_PRIORITY_CLASS THREAD_PRIORITY_HIGHEST 
31 REALTIME_PRIORITY_CLASS THREAD_PRIORITY_TIME_CRITICAL 
Из таблицы 4 видно, что некоторые различные комбинации 
классов приоритетов потоков и процессов имеют одинаковый ре-
зультирующий базовый приоритет. 
Следует с осторожностью использовать процессы с классом 
приоритета HIGH_PRIORITY_CLASS. Если некоторый поток ра-
ботает с высоким приоритетом длительное время, то остальные 
потоки в системе не получат процессорного времени. Если не-
сколько потоков имеют одинаково высокий приоритет, то эти по-
токи теряют свою эффективность как приоритетные. Класс 
HIGH_PRIORITY_CLASS следует использовать только в пото-
ках, которые должны обрабатывать критические по времени со-
бытия. Если в приложении требуется выполнение некоторой за-
дачи с высоким приоритетом, а большинство задач приложения 
выполняются с нормальным приоритетом, то следует изменять 
приоритет потока только на время выполнения критической зада-
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чи. Другой способ – это создание процесса с высоким приорите-
том, потоки которого заблокированы большую часть времени. 
Важным является то, что потоки с высоким приоритетом должны 
выполняться короткое время, только для выполнения критиче-
ской по времени задачи. 
Не следует использовать в прикладных приложениях класс 
приоритета REALTIME_PRIORITY_CLASS, потому что потоки 
такого приложения будут прерывать системные потоки, которые 
обслуживают мышь, клавиатуру, фоновое кэширование диска. 
Этот класс приоритета предназначен для приложений, напрямую 
работающих с аппаратной частью компьютера, выполняющих 
короткие по времени действия с минимальными задержками и 
прерываниями. 
Для создания потоков средствами функций API используется 
функция CreateThread. 
function CreateThread( 
          lpThreadAttributes: Pointer; 
          dwStackSize: DWORD; 
          lpStartAddress: TFNThreadStartRoutine; 
          lpParameter: Pointer;  
          dwCreationFlags: DWORD; 
      var lpThreadId: DWORD ):THandle; 
 lpThreadAttributes – указатель на структуру 
SECURITY_ATTRIBUTES, задающую атрибуты безопасности, 
которая также определяет возможность наследования дескрипто-
ра потока порождаемым процессом; 
 dwStackSize – задаѐт размер стека в байтах для нового по-
тока. Если указан 0, то размер стека берѐтся равным размеру сте-
ка основного потока; 
 lpStartAddress – адрес кода потока – адрес функции с од-
ним параметром (32-х разрядный указатель), возвращающей 32-х 
разрядный код возврата, прототип функции: 
function ThreadFunc(p:pointer):integer;stdcall; 
 lpParameter – параметр, передаваемый в функцию потока; 
 dwCreationFlags – 0 или CREATE_SUSPENDED, указыва-
ющее, что поток после создания будет находиться в приостанов-
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ленном состоянии, для его запуска нужно использовать функцию 
ResumeThread; 
 lpThreadId – указатель на переменную, в которую будет 
помещѐн идентификатор потока.  
В случае успешного выполнения, функция возвращает де-
скриптор созданного потока, а в случае ошибки – 0. 
Функция CreateThread кроме дескриптора возвращают также 
уникальный числовой идентификатор потока в системе. Для по-
лучения своего уникального идентификатора поток может ис-
пользовать функцию GetCurrentThreadId. Поток может использо-
вать функцию GetCurrentThread (а процесс – GetCurrentProcess) 
для получения псевдо дескриптора для самого себя. Этот псевдо 
дескриптор является действительным только в контексте вызы-
вающего процесса. 
Завершение функции потока, адрес которой передаѐтся в па-
раметре lpStartAddress, приводит к неявному вызову функции Ex-
itThread с параметром, равным результату функции потока. Для 
получения результата завершения потока используется функция 
GetExitCodeThread. Пример создания потока с использованием 
функции CreateThread. 
function ThreadProc(f:integer):integer;stdcall; 
begin 
 Windows.Beep(f,3000); 
 Result:=1; 
end; 
 
procedure TForm1.Button1Click(Sender: TObject); 
var TI:Thandle; 
begin 
 CreateThread(nil,0,@ThreadProc,pointer(1000),0,TI); 
end; 
 
procedure TForm1.Button2Click(Sender: TObject); 
begin 
 Windows.Beep(2000,3000); 
end; 
Для создания потоков в языке Object Pascal в среде Borland 
Delphi используется абстрактный класс TThread. Создание нового 
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потока можно выполнить командой меню 
File | New | Thread Object, при этом будет создан новый модуль, 
содержащий класс, наследованный от TThread. 
type 
  SortTrd = class(TThread) 
  private 
    { Private declarations } 
  protected 
    procedure Execute; override; 
  end; 
Имя класса (в примере – SortTrd) вводится в диалоговом окне 
перед созданием модуля. Вместо этого можно вручную в любом 
модуле приложения объявить класс-наследник от TThread и вы-
полнить создание экземпляра этого класса. 
Класс TThread имеет конструктор Create с параметром 
CreateSuspended типа boolean, задающим поведение потока после 
создания. Если этот параметр равен true, то поток создается в 
приостановленном состоянии и для его запуска нужно вызвать 
метод Resume. 
Методы Suspend и Resume используются для приостановки и 
возобновления выполнения потока соответственно. Для продол-
жения выполнения потока число вызовов метода Resume должно 
совпадать с числом вызовов метода Suspend. 
Для завершения потока предназначен метод Terminate, кото-
рый просто устанавливает свойство потока Terminated в true. Ни-
каких других действий по завершению потока этот метод не про-
изводит. Для правильного функционирования метода Terminate, 
функция потока должна периодически проверять значение свой-
ства Terminated и завершать своѐ выполнение, если это свойство 
примет значение true. 
Метод WaitFor может использоваться для ожидания заверше-
ния потока. Этот метод также возвращает числовое значение, 
находящееся в свойстве ReturnValue после завершения потока. 
Некоторые свойства класса TThread: 
 FreeOnTerminate: boolean – управляет автоматическим 
уничтожением объекта потока по его завершению, если значение 
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этого свойства false, программист должен сам уничтожить объект 
потока по его завершению, вызвав его деструктор Free; 
 Handle: THandle – дескриптор потока; 
 Priority: TThreadPriority – приоритет выполнения потока, 
может принимать одно из следующих значений: tpIdle, tpLowest, 
tpLower, tpNormal, tpHigher, tpHighest, tpTimeCritical; 
 Suspended: boolean – признак приостановки потока, изме-
нением значения этого свойства можно приостанавливать и про-
должать выполнение потока; 
 ThreadID: THandle – идентификатор потока. 
Класс TThread имеет одно событие OnTerminate, обработчик 
которого вызывается в основном потоке после завершения вы-
полнения функции потока. 
Для указания кода потока класс TThread содержит виртуаль-
ный абстрактный метод Execute: 
procedure Execute; virtual; abstract; 
В порожденном классе нужно переопределить этот метод и 
поместить в него код, который должен выполнять поток. 
Для изменения состояния визуальных компонент из функции 
потока следует использовать метод Synchronize. 
procedure Synchronize(Method: TThreadMethod); 
Этот метод обеспечивает вызов метода Method в основном 
потоке приложения, что позволяет избежать конфликтов выпол-
нения нескольких потоков из-за возможного одновременного до-
ступа к визуальным компонентам. Выполнение потока приоста-
навливается до завершения выполнения метода Method в основ-
ном потоке приложения. Пример: 
Type 
  TForm1 = class(TForm) 
    Edit1: TEdit; 
    procedure FormCreate(Sender: TObject); 
    procedure FormDestroy(Sender: TObject); 
  end; 
 
  TMyT=class(TThread) 
    str:string; 
    procedure Execute;override; 
    procedure UpdateEdit; 
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  end; 
 
Var 
  Form1: TForm1; 
  M:TMyT; 
 
procedure TForm1.FormCreate(Sender: TObject); 
begin 
 M:=TMyT.Create(false); 
end; 
 
procedure TForm1.FormDestroy(Sender: TObject); 
begin 
 M.Terminate; 
 M.WaitFor; 
end; 
 
procedure TMyT.Execute; 
var i:integer; 
begin 
 i:=0; 
  repeat 
   sleep(100); 
   inc(i); 
   str:=intToStr(i); 
   Synchronize(UpdateEdit); 
  until Terminated; 
end; 
 
procedure TMyT.UpdateEdit; 
begin 
 Form1.Edit1.Text:=str; 
end; 
Тема 15 Управление процессами и потоками 
Узнать код завершения процесса можно функцией 
GetExitCodeProcess. 
function GetExitCodeProcess( 
       hProcess: THandle; 
   var lpExitCode: DWORD): BOOL; 
 hProcess – дескриптор процесса, для которого нужно 
узнать код завершения; 
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 lpExitCode – переменная, в которую помещается значение 
кода завершения процесса. 
Если на момент вызова функции требуемый процесс ещѐ не 
завершился, то функция заносит в переменную lpExitCode значе-
ние STILL_ACTIVE. Аналогичная функция, позволяющая узнать 
код завершения потока, называется GetExitCodeThread. 
function GetExitCodeThread( 
       hThread: THandle; 
   var lpExitCode: DWORD): BOOL; 
Отличие от предыдущей функции лишь в том, что параметр 
hThread должен содержать дескриптор потока. Обе эти функции в 
случае успеха возвращают true, а в случае ошибки – false. 
Как было сказано выше, завершение текущего потока осу-
ществляется явным или неявным вызовом подпрограммы 
ExitThread. 
procedure ExitThread(dwExitCode: DWORD); 
Параметр dwExitCode – код завершения текущего потока. 
Аналогичная функция для заверения всего текущего процесса 
называется ExitProcess. 
procedure ExitProcess(uExitCode: UINT); 
Параметр uExitCode – код завершения текущего процесса. 
Для принудительного завершения потока предназначена 
функция TerminateThread.  
function TerminateThread( 
   hThread: THandle; 
   dwExitCode: DWORD): BOOL; 
 hThread – дескриптор завершаемого потока; 
 dwExitCode – код завершения для завершаемого потока. 
В случае успеха функция возвращает true, а в случае ошибки 
– false. Использовать функцию TerminateThread следует очень 
осторожно, так как при этом выполнение потока прерывается в 
непредсказуемом месте и нужно учитывать возможные послед-
ствия этого. При завершении последнего потока процесса, про-
цесс также завершается. 
Для принудительного завершения некоторого процесса пред-
назначена функция TerminateProcess. 
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function TerminateProcess( 
   hProcess: THandle; 
   uExitCode: UINT): BOOL; 
 hProcess – дескриптор завершаемого процесса; 
 uExitCode – код завершения для завершаемого процесса. 
Функция TerminateProcess также должна использоваться с 
осторожностью. В случае успеха функция возвращает true, а в 
случае ошибки – false. 
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5 СИНХРОНИЗАЦИЯ В OC WINDOWS 
Тема 16 Назначение синхронизации 
Программный интерфейс ОС Windows предоставляет различ-
ные средства для координации выполнения множества потоков. 
Для обеспечения синхронизации выполнения используются объ-
екты синхронизации и функции ожидания. Объект синхрониза-
ции может находиться в одном из двух состояний: сигнальном и 
несигнальном. Функции ожидания позволяют потоку заблокиро-
вать своѐ выполнение до перехода объекта синхронизации в сиг-
нальное состояние. Объект синхронизации может использоваться 
несколькими потоками и процессами одновременно, что позволя-
ет организовывать синхронизацию между различными приложе-
ниями и потоками. Специально для синхронизации предназначе-
ны следующие объекты: 
 события; 
 мьютексы; 
 семафоры; 
 таймеры ожидания. 
Также для синхронизации могут использоваться и другие 
объекты, такие как: 
 консольный ввод – дескриптор консоли может использо-
ваться в функциях ожидания, состояние дескриптора сигнальное, 
если есть непрочитанные символы в буфере ввода, и несигналь-
ное – если буфер пуст; 
 процессы и потокы – дескриптор процесса или потока мо-
жет быть использован в функциях ожидания, состояние дескрип-
тора сигнальное, если процесс или поток завершен, и несигналь-
ное – если выполняется; 
В некоторых случаях в функциях ожидания могут быть ис-
пользованы дескрипторы файлов, именованных каналов или 
коммуникационных устройств. 
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Тема 17 События 
Событие – это объект синхронизации, который может нахо-
диться в одном из двух состояний: сигнальное или несигнальное. 
События подразделяются на: 
 с принудительным сбросом – событие остаѐтся сигналь-
ным до его принудительного сброса функцией ResetEvent, когда 
такое событие становится сигнальным, все ждущие его потоки 
разблокируются; 
 с автоматическим сбросом – событие остаѐтся сигнальным 
до разблокировки одного потока, после чего автоматически пере-
ключается в несигнальное состояние. 
Для создания события используется функция CreateEvent. 
function CreateEvent( 
   lpEventAttributes: PSecurityAttributes; 
   bManualReset, bInitialState: BOOL; 
   lpName: PChar): THandle; 
 lpEventAttributes – указатель на структуру 
SECURITY_ATTRIBUTES, если равен пустому значению указа-
теля, то дескриптор события не может быть наследован; 
 bManualReset – если true, то создаѐтся событие с принуди-
тельным сбросом, если false – то с автоматическим; 
 bInitialState – начальное состояние события, true – сиг-
нальное, иначе – несигнальное; 
 lpName – Указатель на строку с именем события. 
При задании имѐн объектов синхронизации (событий, 
мьютексов, семафоров и таймеров) действуют следующие общие 
правила: 
 - имя может состоять из любых символов кроме обратной 
косой черты «\»; 
 - длина имени не должна превышает значение константы 
MAX_PATH; 
 - имя события задается с учетом регистра; 
 - все объекты синхронизации и отображаемые файлы ис-
пользую общее пространство имѐн, поэтому создание объекта 
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синхронизации с именем, уже принадлежащим объекту другого 
типа, приведет к ошибке; 
 - если с указанным именем в системе уже существует 
объект синхронизации такого же типа, то функция создания иг-
норирует начальные параметры объекта и возвращает дескриптор 
для доступа к уже существующему объекту; 
 - все объекты синхронизации можно создавать без имени, 
указав в качестве параметра значение пустого указателя (nil), до-
ступ к такому объекту синхронизации из другого приложения 
получить нельзя. 
В случае успешного создания события функция возвращает 
его дескриптор, в случае ошибки – возвращает 0.  
Когда объект синхронизации больше не нужен, следует за-
крывать его дескриптор функцией CloseHandle. ОС автоматиче-
ски закрывает незакрытые дескрипторы объектов синхронизаций 
по завершении приложения. Когда все открытые дескрипторы 
объекта синхронизации закрываются, он удаляется.  
Для работы с заранее существующим событием можно ис-
пользовать функцию OpenEvent: 
function OpenEvent(dwDesiredAccess: DWORD; 
   bInheritHandle: BOOL; 
   lpName: PChar): THandle; 
 dwDesiredAccess – задаѐт требуемый доступ к событию: 
 - EVENT_ALL_ACCESS – полный доступ; 
 - EVENT_MODIFY_STATE – позволяет изменять состоя-
ние события; 
 - SYNCHRONIZE – позволяет использовать событие в 
функциях ожидания; 
 bInheritHandle – если true, дочерний процесс может насле-
довать получаемый дескриптор; 
 lpName – имя события; 
В случае успешного выполнении функция возвращает де-
скриптор события, а в случае ошибки – 0. 
Для изменения состояния события используются следующие 
функции: 
 SetEvent – перевод события в сигнальное состояние; 
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 ResetEvent – перевод события в несигнальное состояние; 
 PulseEvent – перевод события в сигнальное, а затем в не-
сигнальное состояние. Если событие с автоматическим сбросом, 
то разблокируется не более одного потока, иначе – все заблоки-
рованные. 
Тема 18 Мьютексы 
Мьютекс – это такой объект синхронизации, который счита-
ется сигнальным для потока, который им обладает и несигналь-
ным для всех остальных потоков. В любой момент времени толь-
ко один поток может владеть мьютексом. Обычно мьютексы ис-
пользуются для организации монопольного доступа к ресурсам. 
Для создания мьютекса используется функция CreateMutex. 
function CreateMutex( 
   lpMutexAttributes: PSecurityAttributes; 
   bInitialOwner: BOOL; 
   lpName: PChar): THandle; 
 lpMutexAttributes – указатель на структуру 
SECURITY_ATTRIBUTES, если равен пустому указателю, то де-
скриптор мьютекса не может быть наследован; 
 bInitialOwner – если true, то создающий поток сразу владе-
ет мьютексом, иначе мьютекс создается «ничейный»; 
 lpName – указатель на строку, задающую имя мьютекса. 
В случае успешного завершения, функция возвращает де-
скриптор созданного или открытого мьютекса, в случае ошибки – 
возвращает 0. 
Для работы с заранее существующим мьютексом можно так-
же использовать функцию OpenMutex. 
function OpenMutex( 
   dwDesiredAccess: DWORD; 
   bInheritHandle: BOOL; 
   lpName: PChar): THandle; 
 dwDesiredAccess – определяет режим доступа к мьютексу: 
 - MUTEX_ALL_ACCESS полный доступ; 
 - SYNCHRONIZE использование дескриптора мьютекса 
в функциях ожидания. 
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 bInheritHandle – если true, дочерний процесс может насле-
довать получаемый дескриптор мьютекса; 
 lpName – имя мьютекса. 
В случае успешного выполнения, функция возвращает де-
скриптор мьютекса, в случае ошибки – 0. 
Любой поток, у которого есть дескриптор мьютекса, может 
использовать его в функции ожидания. Если мьютексом владеет 
другой поток, то функция ожидания блокирует выполнение вы-
зывающего потока до освобождения мьютекса. Как только 
мьютекс освобождается, функция ожидания делает поток, вы-
звавший еѐ, владельцем мьютекса. Если в потоке вызывается 
ожидание мьютекса, уже принадлежащего этому потоку, то бло-
кировка выполнения не производится. По окончании работы, по-
ток должен освободить мьютекс функцией ReleaseMutex. 
Если поток завершается без освобождения мьютекса, то такой 
мьютекс становится «брошенным». Ожидающий поток может 
овладеть «брошенным» мьютексом. Рекомендуется всегда осво-
бождать мьютекс по завершении обработки, а состояние «бро-
шенного» мьютекса расценивать как завершение обрабатываю-
щего потока с ошибкой и принимать соответствующие меры. 
Тема 19 Семафоры 
Семафор – это объект синхронизации, хранящий целое неот-
рицательное значение от нуля до заданного максимума. Значение 
семафора уменьшается на единицу каждый раз, когда некоторый 
поток использует семафор в функции ожидания, и увеличивается, 
когда поток освобождает семафор. Когда значение семафора ста-
новится равным нулю, функции ожидания блокируют выполне-
ние вызвавших их потоков, до увеличения значения семафора. 
Семафор находится в сигнальном состоянии, когда его значение 
больше нуля, и в несигнальном, когда равен нулю. 
Семафор полезен для управления общими ресурсами, допус-
кающими ограниченное количество одновременных использова-
ний. Для создания семафора предназначена функция CreateSema-
phore. 
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function CreateSemaphore( 
   lpSemaphoreAttributes: PSecurityAttributes; 
   lInitialCount, lMaximumCount: Longint; 
   lpName: PChar): THandle; 
 lpSemaphoreAttributes – указатель на структуру 
SECURITY_ATTRIBUTES, если равен пустому указателю, то де-
скриптор семафора не может быть наследован дочерним процес-
сом; 
 lInitialCount – начальное значение создаваемого семафора. 
 lMaximumCount – натуральное число, обозначающее мак-
симальное значение семафора, должно выполняться двойное не-
равенство 0≤ lInitialCount ≤ lMaximumCount; 
 lpName – указатель на строку, задающую имя семафора. 
В случае успешного выполнения функция возвращает де-
скриптор созданного семафора, в случае ошибки – 0. 
Для получения дескриптора уже существующего семафора 
можно использовать функцию OpenSemaphore. 
function OpenSemaphore( 
   dwDesiredAccess: DWORD; 
   bInheritHandle: BOOL; 
   lpName: PChar): THandle; 
 dwDesiredAccess – определяет режим доступа к семафору: 
 - SEMAPHORE_ALL_ACCESS полный доступ; 
 - SEMAPHORE_MODIFY_STATE изменение значения; 
 - SYNCHRONIZE для синхронизации. 
 bInheritHandle – если true, дочерний процесс может насле-
довать получаемый дескриптор семафора; 
 lpName – имя семафора. 
В случае успешного выполнения функция возвращает де-
скриптор созданного семафора, в случае ошибки – 0. 
Для увеличения значения семафора (освобождение) исполь-
зуется функция ReleaseSemaphore. 
function ReleaseSemaphore( 
   hSemaphore: THandle; 
   lReleaseCount: Longint; 
   lpPreviousCount: Pointer): BOOL; 
 58 
 hSemaphore – дескриптор семафора, значение которого 
нужно увеличить; 
 lReleaseCount – большее нуля значение, на которое увели-
чивается текущее значение семафора. Если указанное значение 
приводит к превышению максимального значения семафора, то 
его значение не изменяется, а функция возвращает false; 
 lpPreviousCount – указатель на 32-разрядную целочислен-
ную переменную, в которую помещается предыдущее значение 
семафора, если предыдущее значение не требуется, то можно пе-
редать пустой указатель.  
В случае успешной модификации значения семафора функ-
ция возвращает true, в случае ошибки – false. 
Каждый раз, когда происходит возврат из функции ожидания 
для семафора, его значение уменьшается на единицу. Функция 
ReleaseSemaphore используется для увеличения значения сема-
фора на некоторое значение. Значение семафора всегда находится 
в диапазоне от нуля до максимального значения. Начальное зна-
чение семафора при создании обычно устанавливается в макси-
мальное значение. Это значение затем уменьшается при расходо-
вании общего ресурса, и увеличивается при его освобождении. 
Также возможно создание семафора с нулевым начальным значе-
нием и последующим его увеличением функцией ReleaseSema-
phore до максимального значения. 
В отличие от мьютекса, завладев которым однажды, поток 
может последовательно вызывать функции ожидания для этого 
мьютекса без блокировки своего выполнения, каждый вызов 
функции ожидания для семафора, приводит к уменьшению его 
значения. Вызывающий поток будет заблокирован функцией 
ожидания, когда значение семафора уменьшится до 0.  
Тема 20 Таймеры ожидания 
Таймер ожидания – это такой объект синхронизации, состоя-
ние которого переключается в сигнальное по истечении некото-
рого промежутка времени. Таймеры ожидания разделяются на 
два типа: с принудительным сбросом и  синхронизирующие. 
 59 
Таймер любого из этих типов также может являться периодиче-
ским или нет. 
 с принудительным сбросом – состояние таймера остается 
сигнальным до вызова функции SetWaitableTimer, запускающей 
новый период ожидания; 
 синхронизирующий – состояние таймера остаѐтся сиг-
нальным только до вызова функции ожидания для него. 
Периодический таймер ожидания активируется повторно че-
рез каждый указанный период времени до сброса или отключе-
ния таймера. 
Создания таймера ожидания производится функцией Create-
WaitableTimer. 
function CreateWaitableTimer( 
   lpTimerAttributes: PSecurityAttributes; 
   bManualReset: BOOL; 
   lpTimerName: PChar): THandle; 
 lpTimerAttributes – указатель на структуру 
SECURITY_ATTRIBUTES, если равен пустому указателю, то де-
скриптор таймера ожидания не может быть наследован дочерним 
процессом. 
 bManualReset – задает тип таймера: true –таймер с прину-
дительным сбросом, иначе - синхронизирующий. 
 lpTimerName – имя таймера. 
В случае успешного выполнения функция возвращает де-
скриптор таймера ожидания, в случае ошибки – 0. 
Для получения дескриптора заранее созданного таймера 
можно использовать функцию OpenWaitableTimer: 
function OpenWaitableTimer( 
   dwDesiredAccess: DWORD; 
   bInheritHandle: BOOL; 
   lpTimerName: PChar): THandle; 
 dwDesiredAccess – задает требуемый режим доступа к 
таймеру ожидания: 
 - TIMER_ALL_ACCESS полный доступ; 
 - TIMER_MODIFY_STATE доступ на изменение состоя-
ния таймера; 
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 - SYNCHRONIZE доступ на синхронизацию (использо-
вание дескриптора в функциях ожидания). 
 bInheritHandle – если true, дочерний процесс может насле-
довать получаемый дескриптор таймера; 
 lpTimerName – имя таймера. 
В случае успешного выполнения функция возвращает де-
скриптор таймера ожидания, в случае ошибки – 0. Для активиро-
вания таймера ожидания используется функция SetWaitableTimer. 
function SetWaitableTimer( 
     hTimer: THandle; 
 var lpDueTime: TLargeInteger; 
     lPeriod: Longint; 
     pfnCompletionRoutine: TFNTimerAPCRoutine; 
     lpArgToCompletionRoutine: Pointer; 
     fResume: BOOL): BOOL; 
 hTimer – дескриптор таймера ожидании; 
 lpDueTime – задаѐт время, через которое состояние тайме-
ра станет сигнальным в 100 наносекундных интервалах (10-7 се-
кунды), bспользуется формат представления, такой же, как в 
структуре FILETIME: положительное значение используется для 
задания абсолютного времени, 0 означает 1 января 1601 года, от-
рицательное значение используется для задания относительного 
времени, с момента вызова функции, точность выполнения за-
держки зависит от аппаратной реализации компьютера; 
 lPeriod – если равен 0, то таймер не является периодиче-
ским, иначе через заданное количество миллисекунд таймер ав-
томатически перезапускается; 
 pfnCompletionRoutine – указатель на дополнительную 
подпрограмму, вызываемую при переключении таймера ожида-
ния в сигнальное состояние, имеет следующий прототип: 
procedure PTIMERAPCROUTINE( 
   lpArgToCompletionRoutine:Pointer; 
   dwTimerLowValue, 
   dwTimerHighValue:integer);stdcall; 
В подпрограмму передается параметр lpArgToCompletionRou-
tine и значение времени, в которое таймер переключился в сиг-
нальное. 
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 fResume – указывает, надо ли переводить систему в жду-
щий режим после переключения таймера ожидания в сигнальное 
состояние. 
В случае успешного вызова, функция возвращает true, в слу-
чае ошибки – false. Для отключения таймера предназначена 
функция CancelWaitableTimer. Сброс таймера осуществляется по-
вторным вызовом функции SetWaitableTimer с нужными аргу-
ментами. 
Тема 21 Функции ожидания 
Для ожидания одного объекта синхронизации используется 
функция WaitForSingleObject. 
function WaitForSingleObject( 
   hHandle: THandle; 
   dwMilliseconds: DWORD): DWORD; 
 hHandle – дескриптор объекта синхронизации, для которо-
го будет ожидаться переключение в сигнальное состояние. 
 dwMilliseconds – максимальное время ожидания в милли-
секундах, если 0, то функция только проверяет значение объекта 
синхронизации, без ожидания, если указана константа INFINITE, 
возврат производится только по переключению ждущего объекта 
синхронизации в сигнальное состояние. 
Функция возвращает следующие значения: 
 WAIT_FAILED – ошибка ожидания; 
 WAIT_ABANDONED – поток завладел «брошенным» 
мьютексом; 
 WAIT_OBJECT_0 – объект синхронизации стал сигналь-
ным; 
 WAIT_TIMEOUT – превышен интервал времени ожида-
ния, объект синхронизации в несигнальном состоянии. 
Для ожидания нескольких объектов синхронизации использу-
ется функция WaitForMultipleObjects. 
function WaitForMultipleObjects( 
   nCount: DWORD; 
   lpHandles: PWOHandleArray; 
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   bWaitAll: BOOL; 
   dwMilliseconds: DWORD): DWORD; 
 nCount – количество дескрипторов объектов синхрониза-
ции, не должно превышать значение 
MAXIMUM_WAIT_OBJECTS; 
 lpHandles – указатель на массив дескрипторов объектов 
синхронизации, массив может содержать дескрипторы объектов 
различных видов; 
 bWaitAll – если true – функция ожидает переключения 
всех объектов в сигнальное состояние, если false, то ожидается 
переключения в сигнальное состояние хотя бы одного объекта. 
 dwMilliseconds – максимальное время ожидания в милли-
секундах если 0, то функция только проверяет значения объектов 
синхронизации, без ожидания, если указана константа INFINITE, 
возврат по превышению времени ожидания не производится. 
Функция возвращает следующие значения: 
 WAIT_FAILED – в случае ошибки; 
 от WAIT_OBJECT_0 до (WAIT_OBJECT_0+nCount-1) – в 
зависимости от минимального номера дескриптора объекта син-
хронизации, ставшего сигнальным, в массиве дескрипторов, ин-
декс в массиве = возвращаемое значение - WAIT_OBJECT_0; 
 от WAIT_ABANDONED_0 до (WAIT_ABANDONED_0+ 
nCount-1) – если bWaitAll=true, то такое значение означает, что 
среди объектов синхронизации был как минимум один «брошен-
ный» мьютекс, если bWait=false, то возвращаемое значение - 
WAIT_ABANDONED_0 = индекс дескриптора в массиве 
lpHandles; 
 WAIT_TIMEOUT – превышен предел времени ожидания, 
условие ожидания не выполнено. 
Тема 22 Критическая секция 
Критическая секция – это объект синхронизации, по своему 
функционированию напоминающий мьютекс, с той особенно-
стью, что критическая секция может быть использована только 
для синхронизации потоков в одном процессе. События, мьютек-
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сы и семафоры также могут быть использованы в одном прило-
жении, однако, критическая секция обеспечивает более быструю 
организацию общего доступа к некоторому ресурсу. Подобно 
мьютексу, в критической секции может находиться только один 
поток, позволяя организовать защиту общих ресурсов от одно-
временного доступа.  
Выделение памяти, используемой критической секцией, воз-
ложено на сам процесс. Обычно это делается простым объявле-
нием переменной типа TRTLCriticalSection. Перед началом ис-
пользования критической секции, объявленная переменная долж-
на быть проинициализирована функцией InitializeCriticalSection.  
Потоки для синхронизации используют функции EnterCriti-
calSection и TryEnterCriticalSection. Первая из них приводит к 
блокировке выполнения потока до освобождения критической 
секции, если в данный момент времени другой поток находится в 
этой же критической секции. В отличие от функций ожидания, 
здесь нельзя задать максимальный интервал ожидания. Функция 
TryEnterCriticalSection позволяет проверить состояние критиче-
ской секции без блокировки выполнения и, если возможно, 
начать выполнение критического участка кода. 
Войдя в критическую секцию, поток может повторно вызы-
вать функции EnterCriticalSection и TryEnterCriticalSection без 
блокировки своего выполнения. После окончания выполнения 
критического участка кода, поток должен освободить критиче-
скую секцию функцией LeaveCriticalSection, которая должна 
быть вызвана столько раз, сколько был осуществлен вход в кри-
тическую секцию в этом потоке. 
По окончании использования, критическая секция может 
быть удалена любым потоком приложения функцией DeleteCriti-
calSection. 
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6 РАБОТА С ФАЙЛАМИ ФУНКЦИЯМИ API 
Тема 23 Информационные и служебные функции 
Помимо функций, позволяющих работать с файлами и 
папкми, API ОС Windows предоставляет программисту функции, 
позволяющие получить информацию о файловой системе.  
Функция GetVolumeInformation позволяет получить инфор-
мацию о файловой системе на указанном дисковом томе. 
function GetVolumeInformation( 
   lpRootPathName: PChar; 
   lpVolumeNameBuffer: PChar; 
   nVolumeNameSize: DWORD; 
   lpVolumeSerialNumber: PDWORD; 
   var lpMaximumComponentLength, 
   lpFileSystemFlags: DWORD; 
   lpFileSystemNameBuffer: PChar; 
   nFileSystemNameSize: DWORD): BOOL; 
 Эта информация включает в себя метку диска, серийный но-
мер тома, название файловой системы, максимальную длину 
имени файла и др. Функция SetVolumeLabel позволяет задать 
метку диска. 
function SetVolumeLabel( 
   lpRootPathName: PChar; 
   lpVolumeName: PAnsiChar): BOOL;  
Функции GetSystemDirectory и GetWindowsDirectory позво-
ляют получить путь к системной папке ОС Windows (например, 
C:\WinNT\System32) и к корневой папке ОС Windows (например, 
C:\WinNT).  
function GetSystemDirectory( 
   lpBuffer: PChar; 
   uSize: UINT): UINT; 
function GetWindowsDirectory( 
   lpBuffer: PChar; 
   uSize: UINT): UINT; 
Обе эти функции требуют предварительно выделенный буфер 
для помещения в него пути.  
Функция GetDiskFreeSpace возвращает информацию о диско-
вом томе, такую как количество байт в секторе, количество сек-
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торов в кластере, общее и свободное количество кластеров на 
диске. 
function GetDiskFreeSpace( 
   lpRootPathName: PChar; 
   var lpSectorsPerCluster, 
   lpBytesPerSector, 
   lpNumberOfFreeClusters, 
   lpTotalNumberOfClusters: DWORD): BOOL; 
Тип устройства (съѐмный, несъѐмный, CD-ROM, виртуаль-
ный  или сетевой диск) по букве диска позволяет узнать функция 
GetDriveType. 
function GetDriveType(lpRootPathName: PChar): UINT; 
Определить, какие логические диски есть в системе можно 
функциями GetLogicalDrives и GetLogicalDriveStrings. 
function GetLogicalDrives: DWORD; 
function GetLogicalDriveStrings( 
   nBufferLength: DWORD; 
   lpBuffer: PAnsiChar): DWORD; 
Первая из них позволяет по возвращаемой битовой маске 
определить, какие диски присутствуют в системе (1–A, 2–B, 4–C, 
8–D, и т.д.). Вторая функция возвращает информацию о присут-
ствующих в системе дисках в виде строки с указанием корневых 
папок всех дисков в системе. 
Тема 24 Функции для работы с папками 
Каждый создаваемый приложением файл помещается ОС в 
определенную папку. Каждая папка может содержать любое ко-
личество файлов, вплоть до физического ограничения файловой 
системы на диске. Приложение может создавать новые и удалять 
существующие папки функциями CreateDirectory, CreateDirecto-
ryEx и RemoveDirectory. Удалять можно только пустую папку, не 
содержащую других файлов и папок.  
function CreateDirectory( 
   lpPathName: PChar; 
   lpSecurityAttributes: PSecurityAttributes): BOOL; 
function CreateDirectoryEx( 
   lpTemplateDirectory, 
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   lpNewDirectory: PChar; 
   lpSecurityAttributes: PSecurityAttributes): BOOL; 
function RemoveDirectory(lpPathName: PChar): BOOL; 
Папка в конце активного пути называется текущей. Обычно 
это папка, откуда произведен запуск приложения, если только 
при запуске не была явно указана другая или приложение не из-
менило еѐ. Для определения текущей папки предназначена функ-
ция GetCurrentDirectory. Приложение может изменять текущую 
папку функцией SetCurrentDirectory.  
function GetCurrentDirectory( 
   nBufferLength: DWORD; 
   lpBuffer: PChar): DWORD; 
function SetCurrentDirectory( 
   lpPathName: PChar): BOOL; 
Тема 25 Поиск файлов и папок, атрибуты 
Для поиска файлов и папок в некоторой папке по заданной 
маске используются функции FindFirstFile, FindNextFile и 
FindClose. Функция FindFirstFile создаѐт дескриптор, который 
используется для поиска следующих файлов и папок по той же 
самой маске. Для этого используется функция FindNextFile. Все 
эти функции возвращают по найденным файлам и папкам ин-
формацию об атрибутах, размере и времени последнего доступа к 
файлу или папке, времени создания и последней модификации. 
Функция FindClose уничтожает дескриптор, созданный функцией 
FindFirstFile. 
procedure TForm1.Button1Click(Sender: TObject); 
var info:TWIN32FindData; 
    hn:THandle; 
begin 
 hn:=FindFirstFile('c:\*.*',info); 
  if hn<>INVALID_HANDLE_VALUE then 
   begin 
    repeat 
     Memo1.Lines.Add(Pchar(@info.cFileName)); 
    until not FindNextFile(hn,info); 
    Windows.FindClose(hn); 
   end; 
end; 
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Информация о найденном файле или папке помещается в 
структуру TWIN32FindData, имеющую следующие поля. 
  TWIN32FindData = record 
    dwFileAttributes: DWORD; 
    ftCreationTime: TFileTime; 
    ftLastAccessTime: TFileTime; 
    ftLastWriteTime: TFileTime; 
    nFileSizeHigh: DWORD; 
    nFileSizeLow: DWORD; 
    dwReserved0: DWORD; 
    dwReserved1: DWORD; 
    cFileName: array[0..MAX_PATH - 1] of AnsiChar; 
    cAlternateFileName: array[0..13] of AnsiChar; 
  end; 
 dwFileAttributes – атрибуты файла или папки: 
 - FILE_ATTRIBUTE_READONLY=1 – файл или папка 
только для чтения; 
 - FILE_ATTRIBUTE_HIDDEN=2 – признак скрытого 
файла или папки; 
 - FILE_ATTRIBUTE_SYSTEM=4 – файл или папка при-
надлежат или используются ОС; 
 - FILE_ATTRIBUTE_DIRECTORY=$10 – признак папки; 
 - FILE_ATTRIBUTE_ARCHIVE=$20 – признак архивных 
файла или папки, используется для резервного копирования; 
 - FILE_ATTRIBUTE_NORMAL=$80 – файл не имеет ни-
каких дополнительных атрибутов, это значение используется 
только отдельно от остальных; 
 - FILE_ATTRIBUTE_TEMPORARY=$100 – признак вре-
менного файла, для которого ОС максимально кэширует данные, 
в расчѐте на скорое его удаление; 
 - FILE_ATTRIBUTE_COMPRESSED=$800 – признак 
сжатого содержимого, если атрибут у папки, то это значит, что по 
умолчанию папки и файлы в этой папке создаются сжатые; 
 - FILE_ATTRIBUTE_OFFLINE=$1000 – автономный 
файл; 
 ftCreationTime – время создания файла в формате, 0 – если 
не поддерживается файловой системой; 
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 ftLastAccessTime – время последнего доступа к файлу, 0 – 
если не поддерживается файловой системой; 
 ftLastWriteTime – время последней модификации файла, 0 
– если не поддерживается файловой системой; 
 nFileSizeHigh – старшие 32 бита значения размера файла; 
 nFileSizeLow – младшие 32 бита значения размера файла; 
 dwReserved0, dwReserved1 – зарезервировано; 
 cFileName – имя найденного файла или папки; 
 cAlternateFileName – для файла или папки с длинным име-
нем содержит альтернативное короткое имя в формате 8.3 симво-
ла; 
Информация о времени и дате для файлов и папок возвраща-
ется в формате структуры TFileTime. 
  TFileTime = record 
    dwLowDateTime: DWORD; 
    dwHighDateTime: DWORD; 
  end; 
Эта структура содержит две 32-битные целочисленные пере-
менные, которые можно трактовать как одно 64-битное числовое 
значение. Дата и время представляются как количество 100 нано-
секундных (10-7 сек) интервалов, прошедших с 1 января 1601 го-
да. Для обеспечения правильного подсчѐта времени в глобальных 
сетях и при переносе информации, для файлов и папок сохраня-
ются время и дата во всемирном времени UTC. 
Для поиска одного конкретного файла (не по маске) можно 
использовать функцию SearchPath. 
function SearchPath( 
   lpPath, 
   lpFileName, 
   lpExtension: PChar; 
   nBufferLength: DWORD; 
   lpBuffer: PChar; 
   var lpFilePart: PChar): DWORD; 
 lpPath – путь, по которому будут выполняться поиск фай-
ла, если не указан (nil), то файл ищется в следующих местах (по 
порядку): 
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 - папка, из которой запущено приложение;  
 - текущая папка; 
 - системная папка ОС (можно узнать функцией Get-
SystemDirectory); 
 - системная папка 16-разрядных приложений ОС; 
 - папка ОС (можно узнать функцией 
GetWindowsDirectory);  
 - папки, перечисленные в переменной окружения PATH.  
 lpFileName – указатель на имя искомого файла; 
 lpExtension – указатель на расширение файла, должно 
начинаться с точки (.), если расширение файла указано в пара-
метре lpFileName или не нужно, то этот параметр должен рав-
няться nil; 
 nBufferLength – размер буфера, предварительно выделен-
ного для получения информации о найденном файле; 
 lpBuffer – указатель на буфер, куда помещается полный 
путь, имя и расширение найденного файла; 
 lpFilePart – указатель внутри lpBuffer на начало имени 
файла (следующий символ после последнего \ в пути). 
В случае ошибки функция возвращает 0, иначе – длину стро-
ки, помещенной или нет (в случае недостатка выделенной памя-
ти) в lpBuffer. 
procedure TForm1.Button1Click(Sender: TObject); 
var buf,fn:PChar; 
begin 
 getMem(buf,1024); 
  if SearchPath(nil,'notepad','.exe',1024,buf,fn)>0 
    then Memo1.Lines.Add(buf); 
 freeMem(buf); 
end; 
Установить и прочитать атрибуты для конкретного файла 
(папки) можно функциями SetFileAttributes и GetFileAttributes со-
ответственно. 
function SetFileAttributes( 
   lpFileName: PChar; 
   dwFileAttributes: DWORD): BOOL; 
function GetFileAttributes( 
   lpFileName: PChar): DWORD; 
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Тема 26 Копирование, переименование, перемещение и 
удаление файлов 
Для копирования файл не должен быть открыт любым при-
ложением на запись. Для копирования файла используются 
функции CopyFile и CopyFileEx. 
function CopyFile( 
   lpExistingFileName, 
   lpNewFileName: PChar; 
   bFailIfExists: BOOL): BOOL; 
Значение параметра bFailIfExists=false позволяет перезапи-
сать существующий файл. 
function CopyFileEx( 
   lpExistingFileName, 
   lpNewFileName: PChar; 
   lpProgressRoutine: TFNProgressRoutine; 
   lpData: Pointer; 
   pbCancel: PBool; 
   dwCopyFlags: DWORD): BOOL; 
Функция CopyFileEx позволяет выполнять копирование фай-
ла более гибко. Она принимает указатель на логическую пере-
менную, изменив которую в true, можно в любой момент пре-
рвать операцию копирования. Эта функция также позволяет пре-
кратить копирование файла, а затем продолжить копирование с 
прерванного места. Также CopyFileEx осуществляет периодиче-
ский вызов специальной «Callback» функции, которая может 
быть использована для отображения индикатора копирования 
и/или прерывания операции.  
Для перемещения или переименования файл не должен быть 
открыт. Приложение может использовать функцию MoveFile для 
переименования или перемещения файла или папки в пределах 
одного диска (физически это тоже переименование). 
function MoveFile( 
   lpExistingFileName, 
   lpNewFileName: PChar): BOOL; 
Расширенная функция MoveFileEx обладает более широкими 
возможностями.  
function MoveFileEx( 
   lpExistingFileName, 
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   lpNewFileName: PChar; 
   dwFlags: DWORD): BOOL; 
Еѐ поведение задаѐтся комбинацией флагов в параметре 
dsFlags. 
 MOVEFILE_COPY_ALLOWED – позволяет переместить 
файл между различными дисками, при этом физически выполня-
ется копирование и удаление исходного файла; 
 MOVEFILE_DELAY_UNTIL_REBOOT – перемещение 
файла откладывается до перезагрузки и осуществляется в процес-
се следующей загрузки ОС; 
 MOVEFILE_REPLACE_EXISTING – позволяет заменить 
результирующий файл, если он существует; 
 MOVEFILE_WRITE_THROUGH – функция не возвращает 
управление до тех пор, пока файл полностью физически не будет 
перемещѐн, гарантируя, что после возврата из функции файл 
непосредственно записан на новом месте и удалѐн со старого, 
этот флаг игнорируется, если указан флаг 
MOVEFILE_DELAY_UNTIL_REBOOT. 
Удаление закрытого файла можно осуществить функцией 
DeleteFile. 
function DeleteFile(lpFileName: PChar): BOOL; 
Тема 27 Синхронный файловый ввод/вывод 
Для создания и открытия файлов предназначена функция API 
CreateFile. Используя эту функцию, приложение должно указать 
желаемый доступ к файлу: чтение и/или запись. Также приложе-
ние задает действие, производимое в случае отсутствия файла. 
Функция CreateFile также позволяет приложению управлять сов-
местным доступом к файлу. Если общий доступ не задан, то файл 
нельзя открыть, пока не будет закрыт. 
ОС Windows назначает уникальный числовой идентификатор, 
дескриптор файла, каждому открытому или созданному файлу. 
Приложение может использовать дескриптор файла в операциях 
чтения и записи. Дескриптор файла остается действительным 
только до закрытия файла. 
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function CreateFile( 
   lpFileName: PChar; 
   dwDesiredAccess, 
   dwShareMode: DWORD; 
   lpSecurityAttributes: PSecurityAttributes; 
   dwCreationDisposition, 
   dwFlagsAndAttributes: DWORD; 
   hTemplateFile: THandle): THandle; 
 lpFileName – указатель на имя файла;  
 dwDesiredAccess – задает режим доступа (возможны ком-
бинации):  
 - GENERIC_READ режим доступа для чтения; 
 - GENERIC_WRITE режим доступа для записи;  
dwShareMode – задает флаг или комбинацию флагов, управ-
ляющих совместным доступом к файлу, если равен 0, то файл не 
может использоваться совместно, доступны следующие значения 
флагов:  
 - FILE_SHARE_DELETE для открытого файла допуска-
ются запросы на его удаление, файл автоматически удаляется по-
сле закрытия; 
 - FILE_SHARE_READ открытый файл можно еще раз 
открыть для чтения; 
 - FILE_SHARE_WRITE открытый файл можно еще раз 
открыть для записи. 
 lpSecurityAttributes – указатель на структуру типа TSecu-
rityAttributes, определяющую как полученный дескриптор файла 
может быть унаследован порожденным процессом. Если не ука-
зан (nil), то дескриптор не может быть унаследован, а файл полу-
чает стандартный дескриптор безопасности. 
 dwCreationDistribution – указывает действия, производи-
мые в случае, если файл существует, или наоборот – не суще-
ствует: 
 - CREATE_NEW – возникает ошибка, если файл уже су-
ществует; 
 - CREATE_ALWAYS – создается новый или перезаписы-
вает старый файл; 
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 - OPEN_EXISTING – возникает ошибка, если файл не су-
ществует; 
 - OPEN_ALWAYS – открывается существующий файл, 
иначе создаѐтся новый; 
 - TRUNCATE_EXISTING – используется в режиме запи-
си, существующий файл очищается, если файла не существует, то 
возникает ошибка. 
 dwFlagsAndAttributes – задает атрибуты для файла, а также 
содержит дополнительные значения, такие как: 
 - FILE_FLAG_WRITE_THROUGH – запись данных в 
файл, минуя промежуточный кэш, непосредственно на диск, ОС 
может продолжать кэшировать операции записи, но данные из 
кэша незамедлительно записываются на диск; 
 - FILE_FLAG_OVERLAPPED – указывает ОС, что при-
ложение будет использовать режим асинхронного ввода/вывода; 
 - FILE_FLAG_NO_BUFFERING – отключает для файла 
всю промежуточную буферизацию и кэширование, может помочь 
повысить производительность, однако накладывает ограничения 
на размер записываемых данных и размещение буфера с данными 
в памяти; 
 - FILE_FLAG_RANDOM_ACCESS – указывает, что будет 
работа с файлом с произвольным доступом, позволяя ОС оптими-
зировать кэширование для такого режима; 
 - FILE_FLAG_SEQUENTIAL_SCAN – указывает, что бу-
дет работа с файлом в последовательном режиме, от начала к 
концу, позволяя ОС оптимизировать кэширование для такого ре-
жима; 
 - FILE_FLAG_DELETE_ON_CLOSE – предписывает ОС 
удалить файл сразу после закрытия всех его дескрипторов, при 
последующих открытиях такого файла приложение должно ука-
зать в параметре совместного доступа dwShareMode значение 
FILE_SHARE_DELETE; 
 - FILE_FLAG_BACKUP_SEMANTICS –указывает, что 
файл открывается для операций резервного копирования или вос-
становления, также позволяет получить дескриптор для папки; 
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 hTemplateFile – дескриптор файла, открытого с доступом 
на чтение, используется как шаблон для получения атрибутов при 
создании файла. 
В случае успешного завершения функция возвращает де-
скриптор файла, в случае ошибки – значение 
INVALID_HANDLE_VALUE. Для получения информации об 
ошибке нужно воспользоваться функцией GetLastError.  
Для закрытия файла нужно передать его дескриптор в функ-
цию CloseHandle.  
function CloseHandle(hObject: THandle): BOOL; 
При работе с файлом в синхронном режиме ОС поддерживает 
для него файловый указатель, указывающий на следующий счи-
тываемый байт или на место записи следующего байта. При от-
крытии файла указатель устанавливается на начало файла. При 
каждой операции записи или чтения указатель перемещается. 
Приложение может самостоятельно изменять положение файло-
вого указателя функцией SetFilePointer. 
function SetFilePointer( 
   hFile: THandle; 
   lDistanceToMove: Longint; 
   lpDistanceToMoveHigh: Pointer; 
   dwMoveMethod: DWORD): DWORD; 
 hFile – дескриптор файла, указатель которого будет пере-
мещаться; 
 lDistanceToMove – число байт, на которое перемещается 
файловый указатель, положительное значение перемещает указа-
тель вперед, отрицательное – назад; 
 lpDistanceToMoveHigh – указатель на старшую половину 
64-битного значения перемещения файлового указателя, после 
выполнения перемещения, в эту же переменную помещается 
старшая половина нового значения файлового указателя, может 
равеняться nil, если достаточно 32-битного значения$ 
 dwMoveMethod – указывает начальную точку отсчѐта при 
перемещении файлового указателя: 
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 - FILE_BEGIN – от начала файла, в этом случае Dis-
tanceToMove интерпретируется как беззнаковое новое значение 
файлового указателя; 
 - FILE_CURRENT – от текущей позиции файлового ука-
зателя. 
 - FILE_END – от конца файла. 
В случае успешного выполнения, функция возвращает млад-
шую половину (32 бита) нового значения файлового указателя. В 
случае ошибки, функция возвращает $FFFFFFFF. 
Считывание и запись данных осуществляется функциями 
ReadFile и WriteFile соответственно. Данные считываются или 
записываются непосредственно в или из буфера в памяти без вся-
ких преобразований. 
function ReadFile( 
   hFile: THandle; 
   var Buffer; 
   nNumberOfBytesToRead: DWORD; 
   var lpNumberOfBytesRead: DWORD; 
   lpOverlapped: POverlapped): BOOL; 
function WriteFile( 
   hFile: THandle; 
   const Buffer; 
   nNumberOfBytesToWrite: DWORD; 
   var lpNumberOfBytesWritten: DWORD; 
   lpOverlapped: POverlapped): BOOL; 
 hFile – дескриптор файла, для которого выполняется опе-
рация ввода/вывода; 
 Buffer – буфер в памяти, в который будут помещаться счи-
тываемые из файла данные / данные из которого будут записы-
ваться в файл; 
 nNumberOfBytesToRead/Write –число байт которые функ-
ция должна прочитать из файла / записать в файл; 
 lpNumberOfBytesRead/Written – переменная, в которую 
функция помещает число успешно считанных байт из файла / 
успешно записанных в файл; 
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 lpOverlapped – указатель на структуру TOverlapped, требу-
емую при асинхронных операциях записи/чтения. При обычных 
(синхронных) операциях должен равняться nil. 
Обе функции в случае ошибки возвращают false, иначе – true. 
Когда файловый указатель достигает конца файла и приложение 
пытается считать данные из файла, ошибка не возникает, но дан-
ные не считываются. Признак чтения нулевого количества байт 
является признаком конца файла. 
Для уменьшения размера файла может использоваться функ-
ция SetEndOfFile, которая устанавливает конец файла в текущей 
позиции файлового указателя. 
function SetEndOfFile(hFile: THandle): BOOL; 
При записи данных в файл, ОС обычно кэширует их и позже 
записывает непосредственно на диск. Может форсировать эту 
операцию вызовом функции FlushFileBuffers.  
function FlushFileBuffers(hFile: THandle): BOOL; 
Пример работы с файлами в синхронном режиме. 
procedure TForm1.Button1Click(Sender: TObject); 
const bufsize=1024; 
var f1,f2:THandle; 
    buf:array[1..bufsize]of integer; 
    br:cardinal; 
begin 
 f1:=CreateFile('c:\autoexec.bat',GENERIC_READ, 
                FILE_SHARE_READ+FILE_SHARE_WRITE, 
                nil, OPEN_EXISTING, 
                FILE_ATTRIBUTE_ARCHIVE,0); 
  if f1<>INVALID_HANDLE_VALUE then 
   begin 
    f2:=CreateFile('d:\autoexec.bat',GENERIC_WRITE, 
                   FILE_SHARE_READ,nil, 
                   CREATE_ALWAYS, 
                   FILE_ATTRIBUTE_ARCHIVE,0); 
     if f2<>INVALID_HANDLE_VALUE then 
      begin 
        repeat 
         ReadFile(f1,buf,bufsize*4,br,nil); 
         WriteFile(f2,buf,br,br,nil); 
        until br<bufsize*4; 
       CloseHandle(f2); 
 77 
      end; 
    CloseHandle(f1); 
   end; 
end; 
Тема 28 Асинхронный файловый ввод/вывод 
Асинхронный (не совпадающий по времени) ввод/вывод поз-
воляет функциям ввода/вывода немедленно возвращать управле-
ние, даже если операции ввода/вывода, инициированные этой 
функцией, еще не завершились. Асинхронный ввод/вывод позво-
ляет приложению продолжить выполнение других операций, и 
позже проверить завершение ввода/вывода.  
Функции ReadFile и WriteFile позволяют приложению указать 
специальную структуру типа TOverlapped, содержащую значение 
файлового указателя перед операцией записи или чтения. Файл 
должен быть открыть функцией CreateFile с указанием флага 
FILE_FLAG_OVERLAPPED. Приложение должно предваритель-
но создать событие и поместить его дескриптор в структуру типа 
TOverlapped. Тогда для ожидания завершения операций вво-
да/вывода можно использовать функции ожидания объектов син-
хронизации.  
Структура TOverlapped имеет следующий вид. 
  TOverlapped = record 
    Internal: DWORD; 
    InternalHigh: DWORD; 
    Offset: DWORD; 
    OffsetHigh: DWORD; 
    hEvent: THandle; 
  end; 
 Internal, InternalHigh – зарезервированы и используются 
операционной системой; 
 Offset – младшие 32 бита значения файлового указателя 
(позиция от начала файла); 
 OffsetHigh – старшие 32 бита значения файлового указате-
ля; 
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 hEvent – дескриптор события, которое будет установлено в 
сигнальное состояние по завершению асинхронной операции 
ввода/вывода. 
Для ожидания завершения операции также может использо-
ваться дескриптор файла. Каждый раз, когда начинается опера-
ция ввода/вывода, ОС переводит объект синхронизации, связан-
ный с дескриптором файла в несигнальное состояние. Каждый 
раз, когда операция ввода/вывода завершается, ОС переводит 
этот объект синхронизации в сигнальное состояние. Если прило-
жение инициирует две операции ввода/вывода, и будет ждать за-
вершения через объект синхронизации, связанный с дескрипто-
ром файла, то невозможно будет определить, какая операция за-
вершилась. 
Для отмены всех выполняющихся асинхронных операций 
ввода/вывода используется функция CancelIO. 
function CancelIo(hFile: THandle): BOOL; 
Эта функция отменяет только те операции ввода/вывода, ко-
торые были инициированы вызывающим ее потоком для указан-
ного дескриптора файла. 
Также для асинхронного ввода/вывода предназначены функ-
ции ReadFileEx и WriteFileEx, которые дают возможность прило-
жению указать специальную подпрограмму, которая будет вы-
полняться при окончании выполнения асинхронного вво-
да/вывода.  
Примеры асинхронной записи информации в файл. 
var buf:array[1..131072]of byte; 
 
procedure TForm1.Button1Click(Sender: TObject); 
var fh:Thandle; 
    o:TOverlapped; 
    s:cardinal; 
begin 
 fh:=CreateFile('d:\1.txt',generic_write, 
                file_share_read+file_share_write, 
                nil,CREATE_ALWAYS, 
                $20+FILE_FLAG_OVERLAPPED,0); 
  if fh<>Invalid_Handle_Value then 
   begin 
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    o.hEvent:=CreateEvent(nil,true,false,nil); 
    o.Offset:=0; 
    o.OffsetHigh:=0; 
    WriteFile(fh,buf,131072,s,@o); 
    Caption:='Запись...'; 
    WaitForSingleObject(o.hEvent,INFINITE); 
    Caption:='Записано!'; 
    CloseHandle(fh); 
   end; 
end; 
 
procedure TForm1.Button3Click(Sender: TObject); 
var fh:Thandle; 
    o:TOverlapped; 
 
 procedure FileIOCompletionRoutine(dwErrorCode:integer; 
                  dwNumberOfBytesTransfered:integer; 
                  lpOverlapped:POverlapped);stdcall; 
 var s:string; 
 begin 
   s:='Записано '+inttostr(dwNumberOfBytesTransfered); 
   Form1.Caption:=s; 
 end; 
 
begin 
 fh:=CreateFile('d:\2.txt',generic_write, 
                file_share_read,nil, 
                CREATE_ALWAYS, 
                $20+FILE_FLAG_OVERLAPPED,0); 
  if fh<>Invalid_Handle_Value then 
   begin 
    o.Offset:=0; 
    o.OffsetHigh:=0; 
    WriteFileEx(fh,@buf,131072, 
                o,@FileIOCompletionRoutine); 
    Caption:='Запись...'; 
  //перевод потока в специальное ждущее состояние: 
    SleepEx(INFINITE,true); 
    CloseHandle(fh); 
   end; 
end; 
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Тема 29 Отслеживание изменений в папках 
Приложение может отслеживать содержимое папки и ее под-
папок, используя для этого функции FindFirstChangeNotification, 
FindNextChangeNotification и FindCloseChangeNotification. Ожи-
дание изменения аналогично ожиданию некоторого объекта син-
хронизации. Как только произойдет некоторое изменение в 
наблюдаемой папке, объект синхронизации, связанный с ней, 
становится сигнальным. Наблюдение за состоянием папки позво-
ляет, например, приложению, отображающему список файлов, 
вовремя обновлять этот список.  
function FindFirstChangeNotification( 
   lpPathName: PChar; 
   bWatchSubtree: BOOL; 
   dwNotifyFilter: DWORD): THandle; 
 lpPathName – указатель на папку, содержимое которой 
нужно отслеживать; 
 bWatchSubtree – признак необходимости отслеживания 
вложенных папок, если false – отслеживается только указанная 
папка, иначе – и все вложенные; 
 dwNotifyFilter – фильтр, указывающий, какие изменения 
нужно отслеживать (допускаются комбинации): 
 - FILE_NOTIFY_CHANGE_FILE_NAME – изменение 
списка имѐн файлов; 
 - FILE_NOTIFY_CHANGE_DIR_NAME – изменение 
списка имѐн папок; 
 - FILE_NOTIFY_CHANGE_ATTRIBUTES – изменение 
атрибутов файлов или папок в наблюдаемой папке; 
 - FILE_NOTIFY_CHANGE_SIZE – изменение размеров 
файлов в наблюдаемой папке; 
 - FILE_NOTIFY_CHANGE_LAST_WRITE – изменение 
времени последней записи в файл в наблюдаемой папке; 
 - FILE_NOTIFY_CHANGE_SECURITY – изменение па-
раметров безопасности файлов или папок в наблюдаемой папке. 
Функция возвращает дескриптор, который может быть ис-
пользован в функциях синхронизации (ожидания). В случае 
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ошибки функция FindFirstChangeNotification возвращает значение 
INVALID_HANDLE_VALUE. 
Для начала ожидания следующего изменения используется 
вызов функции FindNextChangeNotification. Функция 
FindCloseChangeNotification уничтожает созданный ранее де-
скриптор и используется для прекращения отслеживания состоя-
ния папки.  
Пример отслеживания изменений в папке D:\Работы. 
  TReadDir=class(TThread) 
  protected 
    FL:TStringList; 
    hnd:array[1..2] of Thandle; 
    procedure Execute;override; 
    procedure RefreshList; 
  end; 
 
procedure TForm1.FormCreate(Sender: TObject); 
begin 
 RT:=TReadDir.Create(false); 
end; 
 
procedure TForm1.FormClose(Sender: TObject; 
                 var Action: TCloseAction); 
begin 
 RT.Terminate; 
 SetEvent(RT.hnd[1]); 
 WaitForSingleObject(RT.Handle,INFINITE); 
end; 
 
procedure TReadDir.Execute; 
var D:TSearchRec; 
    k:integer; 
begin 
 hnd[1]:=CreateEvent(nil,false,false,nil); 
 hnd[2]:=FindFirstChangeNotification('D:\Работы', 
         false,FILE_NOTIFY_CHANGE_FILE_NAME+ 
         FILE_NOTIFY_CHANGE_DIR_NAME+ 
         FILE_NOTIFY_CHANGE_SIZE); 
 FL:=TStringList.Create; 
 repeat 
  FL.Clear; 
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  k:=FindFirst('D:\Работы\*.*',$37,D); 
   while k=0 do 
    begin 
     FL.Add(d.name); 
     k:=FindNext(D); 
    end; 
  FindCLose(D); 
  Synchronize(RefreshList); 
   if WaitForMultipleObjects(2,@hnd,false,INFINITE)= 
      WAIT_OBJECT_0+1 //ждать изменение 
     then FindNextChangeNotification(hnd[2]); 
 until Terminated; 
 FL.Free; 
 FindCloseChangeNotification(hnd[2]); 
end; 
 
procedure TReadDir.RefreshList; 
begin 
 Form1.ListBox1.Items.Assign(FL); 
end; 
Тема 30 Проецируемые в память файлы 
Проецирование (отображение) файла обозначает связывание 
определенной части его содержимого с некоторой областью па-
мяти в адресном пространстве процесса. Для реализации этого 
ОС создает специальный объект – File-mapping object (проекция 
файла). Приложение работает с ней как с обычной областью ди-
намической памяти. 
Функции API позволяют приложению отображать в память 
как часть любого файла с диска, так и часть файла подкачки, что 
позволяет создавать общие области памяти для нескольких при-
ложений (рисунок 3). Так же в некоторых случаях отображение 
файла позволяет повысить эффективность работы с его содержи-
мым за счѐт того, что его отображаемая часть находится в опера-
тивной памяти. 
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Рисунок 3 – Отображение файла 
Функция CreateFileMapping создает проекцию файла. 
function CreateFileMapping( 
   hFile: THandle; 
   lpFileMappingAttributes: PSecurityAttributes; 
   flProtect, 
   dwMaximumSizeHigh, 
   dwMaximumSizeLow: DWORD; 
   lpName: PChar): THandle; 
 hFile – дескриптор файла, для которого будет создана про-
екция, файл должен быть открыт с нужным режимом доступа, ес-
ли этот параметр равен $FFFFFFFF, то создается проекция обла-
сти файла подкачки ОС; 
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 lpFileMappingAttributes – указатель на структуру TSecu-
rityAttributes, наличие которой требуется при необходимости 
наследования получаемого дескриптора проекции файла; 
 flProtect – задает режим возможного доступа к проекции 
файла, возможны следующие значения: 
 - PAGE_READONLY – доступ только для чтения; 
 - PAGE_WRITECOPY – доступ для чтения и записи, но 
запись не модифицирует исходные данные в файле. 
 - PAGE_READWRITE – доступ для чтения и записи; 
дополнительно к этим значениям, приложение может указать 
комбинацию дополнительных атрибутов:  
 - SEC_COMMIT – выделение памяти сразу для всего 
отображения файла (это значение по умолчанию); 
 - SEC_NOCACHE – отключение кэширования для отоб-
ражения файла; 
 - SEC_RESERVE – резервирование части страниц файла 
подкачки без выделения физической памяти, нужно последующее 
выделение. 
 dwMaximumSizeHigh – старшие 32 бита максимального 
размера отображаемой области; 
 dwMaximumSizeLow – младшие 32 бита максимального 
размера отображаемой области; 
 lpName – указатель на строку с именем создаваемой про-
екции файла, может состоять из любых символов, кроме символа 
«\», если проекция с указанным именем уже существует, то 
функция возвращает дескриптор для уже существующей проек-
ции файла, если этот параметр равен nil, то создается проекция 
файла без имени. 
В случае успешного выполнения функция возвращает де-
скриптор созданной проекции файла, в случае ошибки – возвра-
щает 0. По окончании работы с проекцией файла еѐ дескриптор 
нужно закрывать функцией CloseHandle. 
Функция MapViewOfFile отображает часть проекции файла в 
адресное пространство вызывающего процесса.  
 85 
function MapViewOfFile( 
   hFileMappingObject: THandle; 
   dwDesiredAccess: DWORD; 
   dwFileOffsetHigh, 
   dwFileOffsetLow, 
   dwNumberOfBytesToMap: DWORD): Pointer; 
 hFileMappingObject – дескриптор проекции файла, полу-
ченный функциями CreateFileMapping или OpenFileMapping; 
 dwDesiredAccess – режим доступа к проекции файла, воз-
можны следующие значения: 
 - FILE_MAP_WRITE – чтение и запись; 
 - FILE_MAP_READ – только чтение; 
 - FILE_MAP_ALL_ACCESS – тоже, что и 
FILE_MAP_WRITE; 
 - FILE_MAP_COPY – при записи данные записываются в 
копию памяти, исходный файл не изменяется. 
 dwFileOffsetHigh – старшие 32 бита смещения, с которого 
начинается отображение в адресное пространство; 
 dwFileOffsetLow – младшие 32 бита смещения, с которого 
начинается отображение в адресное пространство, смещение 
должно быть кратно шагу выделения памяти (AllocationGranulari-
ty), для получения этого значения можно использовать функцию 
GetSystemInfo, которая заполняет структуру, поле 
dwAllocationGranularity которой содержит значение шага выделе-
ния памяти; 
 dwNumberOfBytesToMap – указывает размер в байтах об-
ласти, которая отображается в память, если этот параметр равен 
0, то отображается весь файл. 
В случае успешного выполнения функция возвращает адрес 
отображения в адресном пространстве вызывающего процесса, 
иначе возвращает nil. После окончания работы с отображением 
файла освобождение памяти выполняется функцией 
UnmapViewOfFile, в которую передается полученный ранее адрес 
отображения. 
function UnmapViewOfFile(lpBaseAddress: Pointer): BOOL; 
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Для получения дескриптора уже существующей проекции 
файла можно использовать функцию OpenFileMapping. 
function OpenFileMapping( 
   dwDesiredAccess: DWORD; 
   bInheritHandle: BOOL; 
   lpName: PChar): THandle; 
 dwDesiredAccess – задает режим доступа к проекции фай-
ла, значения как в функции MapViewOfFile; 
 bInheritHandle – если true, то дочерние процессы смогут 
наследовать этот дескриптор; 
 lpName – указатель на строку с именем существующей 
проекции файла. 
В случае успешного выполнения функция возвращает де-
скриптор проекции файла, в случае ошибки – 0. Полученный де-
скриптор по окончании работы с проекцией нужно также закры-
вать функцией CloseHandle. 
Пример создания общей области памяти (проекция файла 
подкачки). Программа, записывающая в память. 
program Test; 
{$APPTYPE CONSOLE} 
uses 
  SysUtils,Windows; 
 
type TArray=array[1..20]of integer; 
var buf:^TArray; 
    mh:Thandle; 
begin 
  mh:=CreateFileMapping($FFFFFFFF,nil,PAGE_READWRITE, 
                        0,80,'MyArray'); 
  buf:=MapViewOfFile(mh,FILE_MAP_WRITE,0,0,80); 
  buf[1]:=10; 
  buf[3]:=2; 
  buf[8]:=10; 
  buf[6]:=14; 
  buf[1]:=8; 
  buf[4]:=89; 
  writeln('Press Enter...'); 
  readln; 
  UnMapViewOfFile(Buf); 
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  CloseHandle(mh); 
end. 
Программа, отображающая из памяти: 
type 
… 
  //описание формы 
… 
  TView = class (TThread) 
  protected 
    procedure Execute;override; 
  public 
    procedure Refresh; 
  end; 
 
var 
  Form1: TForm1; 
  V:TView; 
 
implementation 
{$R *.DFM} 
 
procedure TForm1.FormCreate(Sender: TObject); 
begin 
 StringGrid1.Cells[0,0]:='Индекс:'; 
 StringGrid1.Cells[1,0]:='Значение:'; 
 V:=TView.Create(false); 
end; 
 
procedure TView.Execute; 
begin 
  repeat 
   Synchronize(Refresh); 
   sleep(1000); 
  until Terminated; 
end; 
 
procedure Tview.Refresh; 
type TArray=array[1..20]of integer; 
var  buf:^TArray; 
     i:integer; 
     mh:Thandle; 
begin 
 mh:=OpenFileMapping(FILE_MAP_READ,false,'MyArray'); 
  if mh<>0 then 
 88 
   begin 
    buf:=MapViewOfFile(mh,FILE_MAP_READ,0,0,80); 
    Form1.StringGrid1.RowCount:=21; 
     for i:=1 to 21 do 
      begin 
       Form1.StringGrid1.Cells[0,i]:=inttostr(i); 
       Form1.StringGrid1.Cells[1,i]:=inttostr(Buf^[i]); 
      end; 
     UnMapViewOfFile(buf); 
     CloseHandle(mh); 
   end else 
   begin 
    Form1.StringGrid1.RowCount:=2; 
    Form1.StringGrid1.Cells[0,1]:=''; 
    Form1.StringGrid1.Cells[1,1]:=''; 
   end; 
end; 
 
procedure TForm1.FormClose(Sender: TObject; 
          var Action: TCloseAction); 
begin 
 V.Terminate; 
 WaitForSingleObject(V.Handle,INFINITE); 
end; 
 
end. 
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7 ДАТА И ВРЕМЯ В ОС WINDOWS 
Тема 31 Системное и локальное время 
После загрузки ОС устанавливает значение времени, ориен-
тируясь на показания часов реального времени (RTC) компьюте-
ра. Для обеспечения работы компьютера в глобальных сетях и 
сохранения правильного времени для файлов и папок при пере-
носе информации учѐт системного времени осуществляется на 
основе всемирного времени (UTC - Universal Time Coordinated). 
Системное время есть текущее значение даты и времени на Грин-
вичском меридиане в Англии, в нулевом часовом поясе. Прило-
жение может получить значение системного времени вызовом 
подпрограммы GetSystemTime, которая заполняет структуру 
TSystemTime, имеющей отдельные поля для каждой компоненты 
даты и времени. 
procedure GetSystemTime(var lpSystemTime: TSystemTime); 
 
  TSystemTime = record 
    wYear: Word; 
    wMonth: Word; 
    wDayOfWeek: Word; 
    wDay: Word; 
    wHour: Word; 
    wMinute: Word; 
    wSecond: Word; 
    wMilliseconds: Word; 
  end; 
Локальное (местное) время может отличатся от системного и 
зависит от настроек ОС. Приложение может получить текущее 
значение локального времени вызовом подпрограммы GetLocal-
Time. 
procedure GetLocalTime(var lpSystemTime: TSystemTime); 
Для преобразования значения системного времени в локаль-
ное время предназначена функция SystemTimeToTzSpecificLocal-
Time. 
function SystemTimeToTzSpecificLocalTime( 
   lpTimeZoneInformation: PTimeZoneInformation; 
 90 
   var lpUniversalTime, 
   lpLocalTime: TSystemTime): BOOL; 
Параметры перевода системного времени в местное время за-
дают настройки часового пояса. Приложение может получить 
настройки текущего часового пояса вызовом функции GetTime-
ZoneInformation. 
function GetTimeZoneInformation( 
     var lpTimeZoneInformation: TTimeZoneInformation 
         ): DWORD; 
Эта функция заполняет специальную структуру TTimeZoneIn-
formation и возвращает значение, обозначающее летнее или зим-
нее время. Установка параметров часового пояса производится 
функцией SetTimeZoneInformation. 
function SetTimeZoneInformation( 
   const lpTimeZoneInformation: TTimeZoneInformation 
         ): BOOL; 
Так как значения системного и локального времени взаимо-
связаны, то их установка может производиться одной из двух 
функций: SetSystemTime или SetLocalTime, в зависимости от то-
го, какое значение времени будет устанавливаться. 
function SetSystemTime( 
   const lpSystemTime: TSystemTime): BOOL; 
function SetLocalTime( 
   const lpSystemTime: TSystemTime): BOOL; 
Приложение, изменяющее значение времени должно отпра-
вить сообщение WM_TIMECHANGE всем окнам верхнего уров-
ня в системе. 
Тема 32 Время Windows 
Время Windows – это число миллисекунд, прошедшее после 
загрузки ОС. Функция GetTickCount возвращает текущее время 
Windows.  
function GetTickCount: DWORD; 
Время Windows хранится в переменной размером 32 бита, ко-
торая переполняется примерно через 49,7 дней. Это необходимо 
учитывать при разработке программ, использующих значение 
времени Windows. 
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Тема 33 Время и дата в файлах 
В файлах дата и время хранятся в формате структуры 
TFileTime (cм. пункт 6.3). Кроме как из результатов поиска, зна-
чение даты и времени для открытого файла по его дескриптору 
можно получить функцией GetFileTime. 
function GetFileTime( 
   hFile: THandle; 
   lpCreationTime, 
   lpLastAccessTime, 
   lpLastWriteTime: PFileTime): BOOL; 
В функцию передаются указатели на переменные, в которые 
помещаются соответствующие значения. Если некоторые значе-
ния не нужны, то вместо адреса переменной нужно передать nil. 
 lpCreationTime – указатель на переменную, в которую за-
носятся дата и время создания файла; 
 lpLastAccessTime – указатель на переменную, в которую 
заносятся дата и время последнего доступа к файлу; 
 lpLastWriteTime – указатель на переменную, в которую за-
носятся дата и время последней модификации файла.  
В случае успешного выполнения функция возвращает true, 
иначе – false. Установка времени для файла производится функ-
цией SetFileTime с аналогичными по назначению параметрами. 
function SetFileTime( 
   hFile: THandle; 
   lpCreationTime, 
   lpLastAccessTime, 
   lpLastWriteTime: PFileTime): BOOL; 
Сравнение двух структур TFileTime можно производить 
функцией CompareFileTime, возвращающей признак «больше», 
«меньше» или «равно». 
function CompareFileTime( 
   const lpFileTime1, 
   lpFileTime2: TFileTime): Longint; 
Значение даты и времени из формата TFileTime можно пере-
вести в формат TSystemTime функцией FileTimeToSystemTime. 
function FileTimeToSystemTime( 
   const lpFileTime: TFileTime; 
     var lpSystemTime: TSystemTime): BOOL; 
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Функция SystemTimeToFileTime выполняет обратное преоб-
разование. 
function SystemTimeToFileTime( 
   const lpSystemTime: TSystemTime; 
     var lpFileTime: TFileTime): BOOL; 
Для облегчения отображения пользователю времени файлов и 
папок можно выполнить преобразование системного времени в 
локальное время и обратно для структуры TFileTime функциями 
FileTimeToLocalFileTime и LocalFileTimeToFileTime. 
function FileTimeToLocalFileTime( 
   const lpFileTime: TFileTime; 
     var lpLocalFileTime: TFileTime): BOOL; 
function LocalFileTimeToFileTime( 
   const lpLocalFileTime: TFileTime; 
     var lpFileTime: TFileTime): BOOL; 
Тема 34 Дата и время в Delphi 
Большинство компонент библиотеки VCL для хранения ин-
формации о дате и времени использую тип TDateTime. 
type TDateTime = type Double; 
Целая часть переменной типа TDateTime обозначает число 
дней, прошедших с 30 декабря 1899. Дробная часть TDateTime 
обозначает время суток, как отношение текущего времени суток 
к 24 часам. 
Для обеспечения перевода типа TDateTime в стандартные 
форматы времени, используемые в функциях API, предназначены 
функции DateTimeToSystemTime и SystemTimeToDateTime. 
procedure DateTimeToSystemTime( 
   DateTime: TDateTime; 
   var SystemTime: TSystemTime); 
function SystemTimeToDateTime( 
   const SystemTime: TSystemTime): TDateTime; 
Также в компонентах для представления даты и времени ис-
пользуется тип TTimeStamp. 
type  
  TTimeStamp = record 
    Time: Integer; {Число миллисекунд с начала суток} 
    Date: Integer; {1+число дней с 1/1/0001} 
end; 
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и функции DateTimeToTimeStamp и TimeStampToDateTime 
для работы с этим типом. 
function DateTimeToTimeStamp( 
   DateTime: TDateTime): TTimeStamp; 
function TimeStampToDateTime( 
   const TimeStamp: TTimeStamp): TDateTime; 
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