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Chapter 1. Introduction 
 
With the rapid development of computing hardware, high performance computing (HPC) 
systems are getting more complicated and diversified. An HPC application is often optimized for a 
particular platform to fully exploit the system performance. However, in such a case, it is hard for 
the application to run efficiently on other platforms. Namely, the performance portability that is 
the ability of achieving high performance on various platforms is low. Due to the complexity of 
system architectures, a different platform requires a different optimization configuration. As a 
result, we need to invest enormous time and effort to the optimization for each target platform. 
Therefore, an HPC application should be adaptable to other platforms and hence achieves high 
performance portability.  
In this dissertation, an HPC application is considered tunable if and only if a part of the 
application code has two or more code variants, each of which is optimized for a different 
platform. Today, most HPC applications are not tunable because they have been optimized only 
for their target platforms. The optimized code portions for a specific platform are called 
platform-specific code smells (PSCSs) in this dissertation. A PSCS is a code pattern that is 
beneficial for some platforms but potentially harmful for other platforms.  
Refactoring is a technique that can alter code internal structure while preserving its external 
behaviors. However, refactoring tools are generally designed for improving the code readability 
and maintainability for object-oriented programs, less attention was paid to the HPC field. HPC 
programs are more difficult to refactor because data flow and control flow are tightly interwoven. 
Because of this, refactorings are typically limited to the level of a function or a block of code. 
Nevertheless, many refactorings that improve performance still have to be done manually.  
Refactoring activities consist of identification of where to refactor and determination of how to 
refactor. Although some tools provide refactorings to refactor a Fortran code, it remains the task of 
users to identify which part of the application code needs to be refactored. Moreover, code smells 
are mostly defined by textual description, which is informal. As a result, identification of PSCSs 
usually depends on manual inspection. It could be a tedious, time-consuming and error-prone task 
to find PSCSs with human intuition, especially when the application code is large. Furthermore, 
even if a PSCS pattern can be automatically identified, refactoring of PSCS patterns to generate 
another code variant not harmful for a target platform is not automated. It remains challenging and 
time-consuming to identify and remove PSCSs even for experienced users. 
The objective of this dissertation is to establish an effective way to refactor typical HPC 
applications, to which various kinds of PSCSs have already been applied. Figure 1.1 illustrates the 
strategy to improve performance portability of an HPC application. Some code portions of 
Original Program are specialized for a specific platform. Original Program is refactored and 
altered to be a tunable Refactored Program, in which alternative code variants of such code 
portions optimized for other platforms are provided. As a result, one of code variants for each of 
the code portions can be selected for individual platforms. In this dissertation, refactoring of PSCS 
patterns to generate a code variant not harmful for a target platform is called PSCS removal.  
This dissertation first discusses the PSCS categorization and then explores supportive 
mechanisms for each category. To support the refactoring activities of PSCS identification and 
removal, PSCSs are classified into four categories.  
1. PSCSs that can be automatically detected. If a PSCS has a clear pattern, the code pattern can 
be automatically detected by code pattern matching if the pattern can be defined in a 
machine-usable way. 
2. PSCSs that can be automatically refactored. PSCSs in this category typically have clear code 
patterns and hence can be automatically detected. After the detection, a code can be mechanically  
 
 
 Figure 1. 1 Overview of the strategy to improve performance portability.  
and automatically transformed to be a refactored one if there is a clear pattern in code refactoring 
for PSCS removal and hence a code transformation rule can be defined in a machine-usable way. 
3. PSCSs that cannot be automatically detected. Most of loop optimizations are considered as 
PSCSs in this category. They do not usually have clear code patterns. For these PSCSs, users need 
to specify a code portion to be refactored. 
4. PSCSs that cannot be automatically refactored. As a result of platform-specific code 
optimizations, some information might be lost. In such a case, the lost information is often 
required to refactor the code so that the code is optimized for another platform. Therefore, the 
code cannot be refactored unless the lost information is additionally given by users. 
Those categories are partially overlapping and a PSCS can fall into multiple categories. For 
example, a PSCS can be automatically detected and can also be automatically removed. The above 
categorization shows the following three requirements for support of PSCS identification and 
removal. 
1. Formal description of PSCS code patterns. To automatically detect PSCSs in Category-1, 
code pattern matching is required and thus their code patterns have to be expressed in a formal 
way. 
2. Code transformation rules for PSCS removal. To automatically remove PSCSs in Category-2 
from an application code and make an application tunable, another code variant has to be 
generated based on a transformation of the original code. Therefore, a code transformation rule 
has to be explicitly described in a formal way. 
3. A mechanism to use users’ knowledge for PSCS detection and removal. For PSCSs in 
Category-3 and -4, some additional information, i.e., users’ knowledge is needed for detection and 
removal of those PSCSs. 
In order to support the code refactoring activities, this dissertation presents three approaches for 
supporting identification and removal of PSCSs in each category. A formal description of PSCSs 
is discussed and a PSCS alert system is proposed to automatically detect PSCSs that have clear 
code patterns by pattern matching in Chapter 2. For those PSCSs that can be automatically 
detected and the transformation rules to remove PSCSs are known, a database of transformation 
rules is built to discuss the feasibility of automatic PSCS removal in Chapter 3. For the PSCSs that 
need users to specify the information for refactoring, a semi-automatic refactoring with user 
knowledge is proposed and the use of auto-tuning is exploited in Chapter 4.  
 
Chapter 2. Detection of Platform-Specific Code Smells 
 
PSCSs are usually performed in HPC applications to achieve high performance on their target 
platforms. However, PSCSs leads to poor performance portability. Identification of PSCSs 
requires enormous time and efforts. Even though great efforts have been devoted to the 
identification of code smells, less attention was paid to PSCSs that are special code smells in HPC 
applications. Conventional studies on code smells have mainly discussed only software designs 
and do not take the platform-dependent aspects of an application into consideration. Moreover, 
code smells are mostly defined by textual description, which is informal. Detection of PSCSs 
usually depends on manual inspection. It could be a tedious, time-consuming and error-prone task 
to identify PSCSs with human intuition, especially when the application code is in large scale. 
Therefore, automatic detection would greatly reduce programmers’ efforts. 
Chapter 2 proposes a PSCS alert system for the automatic detection of PSCSs that have clear 
code patterns based on a formal description of PSCSs. PSCS patterns are described in a formal 
and standard format by using abstract syntax tree (AST) information represented in an Extensible 
Markup Language (XML) format. ASTs are usually used in compilers to represent the structure of 
an application code. XML is a well-designed and widely used data format for the representation of 
a data structure such as an AST. Thus, the AST and XML based approach allows users to describe 
PSCS patterns in a formal way using XML Path Language (XPath) expressions and thus detect 
PSCSs in an XML document of an application code by pattern matching. Therefore, a PSCS alert 
system can be built based on the formal description of PSCSs.  
An XML-based programming framework, named Xevolver, is used to convert the AST of 
application code to an XML document whose elements corresponding to nodes of the AST. This 
enables the use of XML-related technologies for PSCS detection. The AST information 
represented in an XML format enables the proposed alert system to use syntactic information so as 
to produce more accurate results. The static analysis performed over ASTs and XML trees allows 
the proposed system to detect PSCSs efficiently before the application execution.  
At present, seven PSCS patterns that are supported in the proposed PSCS alert system and two 
real applications are used to evaluate the effectiveness of the proposed system. The detection 
process is finished in less than three seconds, even though the source file consists of 16K lines of 
code. The evaluation results demonstrated that PSCSs defined in this dissertation can be detected 
by the proposed alert system with high precision and recall ratios. Thus, with the proposed alert 
system, PSCSs can be detected correctly and efficiently without executing the application, 
programmers’ efforts can be greatly reduced. The observation results of compiler messages before 
and after removing PSCSs confirmed that the PSCS patterns predefined in the proposed alert 
system are performance sensitive. Therefore, the formal description of PSCSs facilitates the 
automatic identification of PSCSs. Accordingly, the proposed alert system is useful to find 
performance sensitive code patterns in large-scale application codes.  
 
Chapter 3. Automatic Transformation for Removing Platform-Specific Code Smells 
 
PSCSs that have clear code patterns can be described in a formal way using AST information 
represented in an XML format and thus can be identified automatically in Chapter 2. Although the 
identification is automated, PSCSs still have to be manually removed. Removal of PSCSs requires 
in-depth knowledge of the application and its target platforms. The removal of PSCSs in a 
large-scale application is error-prone and time-consuming.  
Chapter 3 proposes an approach to generating code variants to support the automatic removal of 
PSCSs that have been identified in Chapter 2. According to empirical studies, there are some 
patterns in code modifications of refactoring for PSCS removal. Hence, PSCS removal can be 
automated if those code modifications are automated as mechanical code transformations. This 
chapter discusses the feasibility of automatic PSCS removal by building a database of 
transformation rules, each of which can generate another code variant not harmful for a platform 
different from the original platform. Every transformation rule is written in an Extensible 







In the XSLT template rules, XPath expressions that are listed in the match attribute are used to 
indicate where the transformation rules should be applied to. Each XPath expression is 
corresponding to a PSCS pattern described in Chapter 2. Based on the template rules, this chapter 
builds a database of transformation rules for PSCSs listed in Chapter 2.  
Since a different platform requires a different optimization configuration, transformation rules 
to generate code variants can be different among individual platforms and applications. 
Applications can adapt to more platforms by increasing corresponding transformation rules. By 
writing transformation rules for different platforms, the PSCS removal is automated and an 
application becomes adaptable to all of its target platforms. Therefore, the performance portability 
of an HPC application can be improved.  
Transformation rules for five PSCS patterns are evaluated using two real applications. The 
evaluation results demonstrate that the transformation rules defined in this dissertation can 
generate code variants not harmful for GPU platforms. Accordingly, an appropriate code variant 
for a given platform can be selected to achieve high performance. Building a database for 
automating PSCS removal is effective to facilitate generation of those code variants and thereby 
helpful to improve performance portability. 
 
Chapter 4. Use of User Knowledge for Refactoring Platform-Specific Code Smells 
 
Even if the removal of some PSCSs can be automated using transformation rules, other PSCSs 
cannot be automatically removed because the information required for the automatic removal has 
been lost when the PSCSs were applied to the application code. Programmers have to specify 
where and how the application code was optimized. Usually, a significant part of the knowledge 
required to perform the PSCS removal remains implicitly in the developer’s head. If user 
knowledge can be employed to provide the necessary information for the removal, it is possible to 
automate the process of PSCS removal when the code transformation rule is known.  
Semi-automatic refactoring can be a promising approach to removing PSCSs with user 
knowledge so that an application code can be refactored to be tunable. Refactorings can help to 
improve the code structure, and thereby potentially setting the stage for improvements. Despite the 
potential, refactorings that are specific to HPC applications are rarely provided. 
Chapter 4 proposes an approach to refactoring PSCSs with user knowledge so as to remove 
PSCSs that cannot be automatically detected and/or automatically refactored. This approach 
includes an undo mechanism with code refactoring to undo PSCSs to make an application code 
tunable, and a redo mechanism of optimizations with an auto-tuning technique. The undoing of 
PSCSs is necessary because auto-tuning tools usually assume un-optimized codes as their inputs. 
In this chapter, a semi-automatic code-refactoring tool that supports the undoing of PSCSs is built 
as an integrated development environment (IDE) plugin to interactively ask users to provide 
necessary information. As a result of refactoring, a code variant without PSCS is generated. 
Thereby, auto-tuning can be employed to generate multiple code variants and select the best code 
variant for a given platform. Therefore, the HPC application can adapt to multiple platforms and 
thus performance portability can be improved.  
The effectiveness of the proposed approach is evaluated by measuring the execution 
performance of programs on different platforms. The proposed approach is applied to undo two 
performance refactorings, unroll loop and tile loop, provided by Photran. The original program 
<xsl: templates match="XPath expression"> 
  <!-- Code transformation rules --> 
</xsl:templates> 
whose unroll factor and tile size are optimized for an Intel CPU are evaluated on other four 
platforms with different cache sizes. The evaluation results demonstrated that the semi-automatic 
refactoring with user knowledge is helpful to alter a code so as to generate code variants with 
auto-tuning annotations and thereby improves performance portability of an existing HPC 
application.  
 
Chapter 5. Conclusions 
 
HPC applications are optimized for their target platforms to fully exploit the system 
performance. However, platform-specific optimizations in HPC applications might degrade the 
performance portability. The objective of this dissertation is to establish an effective way to 
refactor typical HPC applications, to which various kinds of PSCSs have already been applied. 
Such a typical HPC application should be refactored to be tunable, in which alternative code 
variants are provided and an appropriate code variant can be selected for a specific target platform. 
To achieve the objective, PSCSs are categorized and then three approaches are proposed to 
support the identification and removal of PSCSs in each category. Enhanced with these 
approaches, an HPC application that contains PSCSs can be refactored to be tunable and thereby 
the performance portability is improved. 
The possible future studies are as follows. One of the future directions is to resolve the 
limitation of AST-based detection by combining token-based and AST-based approaches. Another 
future work is to further explore the general transformation rules for PSCSs removal that require 
advanced analyses.  
 
