


















Development of interval multiple precision
arithmetic library with center-radius form
MATSUDA Nozomu
Abstract
We discuss methods of multiple-precision arithmetic with veried numerics and
development of a library for those methods.
Rounding errors in calculation of oating point arithmetic are usually small
within a single operation but may be getting so large during successive operations
and may give a serious inuence to the results. In order to reduce the inuence
of rounding errors, multiple-precision arithmetic is a strong countermeasure widely
used. Indeed the more precision we use, the more accuracy we obtain. However
multiple-precision arithmetic by itself does not tell us whether the precision is too
less nor too much. To verify that the results have expected accuracy and to avoid
consuming too much computational resources with too long digits, we need some
additional method.
Combination of multiple-precision and veried numerics is a solution. Veried
numerics based on interval arithmetic tells us which digits are accurate or contain
errors. Interval arithmetic operates interval numbers instead of oating point num-
bers and returns intervals including the results of the operations. To express the
inuence of rounding errors, it employs so called machine intervals whose inferior
and superior bounds are represented by oating point numbers together with control
of rounding directions.
In implementation of machine interval arithmetic, it is usual way to keep two
oating point numbers in the memory for the inferior and the superior bounds of
an interval. Basic operations of intervals are constructed by operations for inferior
bounds using rounding mode toward lower direction and operations for superior
bounds with rounding mode toward upper direction. Therefore at least twice com-
putational cost is necessary as compared with usual oating point operations. We
call this expression the inf-sup form of intervals.
There is another way to install the machine interval arithmetic, so called the
center-radius form. It uses two oating point numbers which indicate the center
and the radius to keep an interval in the memory. Since operations of intervals
are more complicated than the inf-sup form, there is no advantage so far as using
double precision as usual. However in case of multiple-precision arithmetic, there is
a possibility to get advantage of the center-radius form. If we use a oating point
number of long digits for the center and short digits for the radius, we can save
computational cost both for cpu time and memory. As is sure that there is an oset
between such eects and complicateness of operations, we have to investigate actual
implimentation of the center-radius form and compare it with the inf-sup form.
In the present paper, we develop technic of interval operations in the center-
radius form, describe an implimentational structure of multiple-precision interval
numbers, and construct a library for interval multiple-precision arithmetic with the
center-radius form. In conclusion we have shown an advantage of the center-radius





















の桁数を最小限に抑えることが望ましい。例えば、 10 進数 100 桁程度で計算すれば
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の実装は、 IEEE 754 [1] で定義されているものである。
浮動小数点数の精度は、仮数部のビット数によって決まる。例えば、 IEEE 754 の単精














差を含むことがある。例えば、ある計算結果を 10 進数で 10 桁知りたいが、丸め誤差が

















多数提供されている。多倍長演算ライブラリとしては、 GNU Multi-Precision Library [2]
・MPFR [3]・ exib [4] など、精度保証付き数値計算ライブラリとしては、 kv [5]・XSC














が考えられる。精度保証付き多倍長演算を行えるライブラリとしては、 MPFI [12] ・ kv
























次に、第 3 章で、我々が開発したライブラリ LILIB について説明する。ここでは、一
般利用者が知るべき LILIB の使用方法、機能一覧などを紹介する。
第 4 章では、 LILIB 内部でのクラス構造、演算のアルゴリズムといった動作原理につ
いて説明する。
第 5 章では、実際に LILIB で行った計算を示し、その結果から示唆されることを考察
する。

















a = 77617; b = 33096
に対して
f = (333:75  a2)b6 + a2(11a2b2   121b4   2) + 5:5b8 + a
2b
を単精度・倍精度・四倍精度で計算すると表 2.1 の結果が得られる。計算結果は参考文献
[14] からの引用であり、計算環境は Hitachi SR16000L2 における Fortran プログラムで
ある。





これを見れば、 f の真値は 1.1726039400531786 と 1.1726039400531787 の間にあると
予想され、少なくとも
f = 1:1726039   





  2 =  54767
66192





















が異なるため、十分な対応策が必要となってくる。これらについては、 2.3 節および 4.2
節で詳説する。
区間演算における区間の実装としては、区間の下端と上端を保持する方法、区間の中心
値と半径を保持する方法の二つが考えられる。例えば、「下端が 9 、上端が 11 」の区間
は、「中心値が 10 、半径が 1 」と表すこともできる。













の実装は、 IEEE 754 で定義されているものである。
IEEE 754 では、単精度・倍精度・四倍精度などの浮動小数点数が定義されている。現
在最も広く使われている倍精度浮動小数点数の内部構造は、以下のようなものである。






「 1.fraction 」とは、 1 の小数点以下に fraction のビット列を並べた小数である。最
初の 1 を省略することで、 52 ビットで 53 ビットの値を表現している。この方法は、「け
ち表現」と呼ばれる。







  1 への丸め (下への丸め)









12 第 2章 多倍長演算と精度保証付き数値計算
2.2.3 ulp と計算機イプシロン
ある浮動小数点数の値に対して、その値と隣の値との差を、ulp(Units in the Last Place)
と呼ぶ。基準となる値とその下の値との差、上の値との差が異なる場合、より大きい差を
ulp とする。
ある浮動小数点数系に対して、 1 に対する ulp を計算機イプシロンと呼ぶ。例えば、
 IEEE 754 の単精度浮動小数点数の計算機イプシロンは、 2 23
















correct rounding が実現されている場合、最近接丸めの誤差は 0.5 ulp 以下、それ以外
の丸めの誤差は 1 ulp 以下となる。






IEEE 754 の浮動小数点数の精度 (10 進数での有効桁数)を、表 2.3 に示す。
表 2.3: IEEE 754 の浮動小数点数の精度








ラリ LILIB の場合、 32 ビット符号なし整数を limb として用いる。多倍長演算は基本
的に、 limb を単位とした「筆算」によって実装される。さらに、単純な筆算より高速な
アルゴリズムも知られている。例えば、多倍長の乗算の場合、 Karatsuba 法 [15] や高速









二つの実数 x; x で表される集合
X = [x; x] = fx 2 Rjx  x  xg
を実数区間と呼ぶ。
実数区間 X の特性を表す値として、表 2.4 のようなものが挙げられる。
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hc; ri = fx 2 Rjc  r  x  c+ rg (c; r 2 R; r  0)
また、区間演算の特性を考える上で重要な指標が、相対誤差である。区間










0  a  a
0  b  b
のとき、下端・上端方式での四則演算と平方根の計算は、以下のようになる。
[a; a] + [b; b] = [a+ b; a+ b]
[a; a]  [b; b] = [a  b; a  b]
[a; a]  [b; b] = [ab; ab]











[a; a] + [b; b]  [5(a+ b); 4(a+ b)]
[a; a]  [b; b]  [5(a  b); 4(a  b)]
[a; a]  [b; b]  [5(ab); 4(ab)]














2.4.1 GNU Multi-Precision Library
現在、最も広く使われている多倍長演算ライブラリは、 GNU Multi-Precision Library











MPFR [3] は、 GMP を用いて実装された、任意精度浮動小数点数演算ライブラリであ
る。標準で C 言語から利用できる他、様々な言語用のインターフェイスも開発されてい
る。GMP の浮動小数点数演算にはない、以下のような特徴を持つ。
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 IEEE 754 相当の丸めの方向制御ができる。
 四則演算・平方根以外にも、三角関数など基本的なものから、Gamma関数・Bessel
関数のような複雑なものまで、豊富な数学関数を実装している。
 全ての演算・関数について correct rounding を実現している。
2.4.3 MPFI
MPFI [12] は、 MPFR を用いて実装された、精度保証付き多倍長区間演算ライブラ
リである。C 言語・ C++ から利用できる。下端・上端方式の区間演算ライブラリであ
り、区間の下端と上端をそれぞれ MPFRの任意精度浮動小数点数で保持する。このため、
MPFR で同じ計算を行う場合の約 2 倍の記憶領域を必要とする。また、下端・上端方式
での区間演算ではほぼ同じ計算を 2 度繰り返すので、計算にかかる時間も MPFR の約 2
倍となる。
2.4.4 kv
kv [5] は、様々な機能を持った C++ の数値計算ライブラリである。本研究に関係する
機能としては、
 倍精度の精度保証付き区間演算
 倍精度の精度保証付き Ane 演算
 MPFR をベースにした精度保証付き多倍長区間演算
 MPFR をベースにした精度保証付き多倍長 Ane 演算
などが挙げられる。精度保証付き多倍長区間演算については、下端・上端方式であり、
MPFI とほぼ同等のものである。Ane 演算とは、区間演算とは異なる精度保証付き数値
計算の手法である。Ane 演算については、 5.4 節で説明する。
2.4.5 XSC
XSC [6] は、精度保証付き多倍長区間演算ライブラリである。C++ 版と Pascal 版があ
る。区間演算は、下端・上端方式である。
2.4.6 exib
















fx:mantissa(k) 2 23kg  223x:exponent
半径 : x:error:mant 223x:error:exp
表 2.5: INTLAB の多倍長区間クラスのメンバ変数
変数 意味 値
x.sign 中心値の符号 1
x.mantissa 中心値の仮数部 配列、各要素の値は 0 以上 223   1 以下の整数
x.exponent 中心値の指数部 整数




径が IEEE 754 の倍精度数と同等の精度しか持たないことである。なぜ半径が低精度でも
良いのかについては、 4.1.3 節で後述する。
このクラスで最も記憶容量が大きい部分は、配列 x.mantissa である。配列 x.mantissa
の各要素には、 IEEE 754 の倍精度実数が用いられている。IEEE 754 の倍精度実数一つ






第3章 ライブラリ LILIB の仕様
3.1 概要
LILIB(Long Interval LIBrary) は、以下のような特徴を持ったライブラリである。
 C++ で多倍長精度の精度保証付き区間演算を行うためのライブラリである。






 上記の多倍長数クラスは、組み込み型の double などとほぼ同じように、四則演算・
比較演算・平方根の計算が可能である。
 区間値を、中心値と半径の組み合わせで保持する。
 多倍長演算の精度は、 10 進数の桁数で任意に設定できる。




1. https://osdn.jp/projects/lilib/ にアクセスし、最新の zip ファイルをダウン
ロードする。
2. 適当なディレクトリ内で、 zip ファイルを展開する。
3. ディレクトリ内で、 make コマンドを実行する。
4. ライブラリファイル libli.a が生成される。また、 sample.cpp がコンパイルさ
れ、実行ファイル a.exe も生成される。






の三つのファイルが必要である。lilib.h は、 zip ファイルに含まれている。
src.cpp 内では、まず lilib.h を include する。次に、多倍長変数を宣言する前に、
関数
void lilib::setPrecision(int precision)
を一度だけ呼ぶ。precision は、使用したい多倍長演算の精度 ( 10 進数の桁数)である。
これで、 precision 桁以上の精度の多倍長演算が可能になる。
LILIB での多倍長数は 32 ビット単位で構成されているので、実際に扱える桁数は、









 多倍長演算の精度を 10 進数 100 桁と設定すると、 105 桁の精度が確保される。
 1=3 を精度保証付きで計算すると、中心値が 0:333    で半径の小さな区間が得ら
れる。
 (1=3)  3 を精度保証付きで計算すると、中心値が 1 程度で半径の小さな区間が得
られる。ただし、中心値が厳密に 1 かどうかは、別途比較演算などで確かめる必要
がある。
 関数 trans で、行列の転置行列が得られる。












cout << "x = " << x << endl;
x /= 3;
cout << "x = " << x << endl;
x *= 3;
cout << "x = " << x << endl;
cout << endl;
int m = 3, n = 2, i, j;
LongIntervalMatrix a(m, n), b, c;
for(i = 0; i < m; i++){
for(j = 0; j < n; j++){




c = a * b;
cout << "a =" << endl << a << endl;
cout << "b =" << endl << b << endl;
cout << "c =" << endl << c << endl;
return 0;
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}
実行結果
Long precision is 105.
x = < 1.000000, 0.000000>
x = < 3.333333e-1, 2.537942e-116>
x = < 1.000000, 7.613826e-116>
a =
< 0.000000, 0.000000> < 1.000000, 0.000000>
< 2.000000, 0.000000> < 3.000000, 0.000000>
< 4.000000, 0.000000> < 5.000000, 0.000000>
b =
< 0.000000, 0.000000> < 2.000000, 0.000000> < 4.000000, 0.000000>
< 1.000000, 0.000000> < 3.000000, 0.000000> < 5.000000, 0.000000>
c =
< 1.000000, 0.000000> < 3.000000, 0.000000> < 5.000000, 0.000000>
< 3.000000, 0.000000> < 1.300000e1, 0.000000> < 2.300000e1, 0.000000>





例えば、名前空間 lilib 内の関数 setPrecision は、他の名前空間内の setPrecision
とは区別される。
 void setPrecision(int precision)




























 b の値は 123
 c の値は 3.14
 d の値は c と同じ
 e の値は 123:456 10 789
になる。なお、 c の値は、「 double で表された 3.14 の近似値」 であり、数学的な意味
での 3.14 とは一致しないことに注意が必要である。同様に、 e の値も、文字列から 2 進
数表現への変換誤差を含む近似値である。
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メンバ関数
 void setDouble(double x)
値を x にする。




 double getDouble(int round)
丸めの方向を指定して double での近似値を取得する。round < 0 なら  1 への








std::cout << a.getDouble() << std::endl;
のように使用する。
非メンバ関数
 LongFloat abs(const LongFloat &x)
x の絶対値を取得する。
 pow(const LongFloat &x, int n)
x の n 乗を取得する。











4 行 3 列の行列を作る場合、以下のように宣言する。
LongMatrix a(4, 3);




std::cout << a[1][0] << std::endl;
コンストラクタ
 LongMatrix()
1 行 1 列の行列を生成する。値は不定である。
 LongMatrix(int rows, int columns)
rows 行 columns 列の行列を生成する。値は不定である。
 LongMatrix(const LongMatrix &x)
x で初期化する。
メンバ関数
 void resize(int rows, int columns)
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非メンバ関数
 LongMatrix abs(const LongMatrix &a)
各要素が a の各要素の絶対値となる行列を取得する。
 LongMatrix sqrt(const LongMatrix &a)
各要素が a の各要素の平方根となる行列を取得する。
 LongMatrix trans(const LongMatrix &a)
a の転置行列を取得する。
 LongMatrix zeros(int rows, int columns)
rows 行 columns 列の全要素が 0 の行列を取得する。
 LongMatrix ones(int rows, int columns)
rows 行 columns 列の全要素が 1 の行列を取得する。
 LongMatrix eye(int size)
size 行 size 列 の単位行列を取得する。
 void qr(LongMatrix &q, LongMatrix &r, const LongMatrix &a)









 LongInterval(const LongFloat &x)




 LongInterval(int mid, int rad)
 LongInterval(int mid, const LongFloat &rad)
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 LongInterval(const LongFloat &mid, int rad)
 LongInterval(const LongFloat &mid, const LongFloat &rad)
中心値を mid 、半径を rad で初期化する。
メンバ関数
 void setDouble(double x)
中心値を x 、半径を 0 にする。
 void setString(std::string s)
文字列 s で表される値を含む区間にする。
 void setMidRad(int mid, int rad)
 void setMidRad(int mid, const LongFloat &rad)
 void setMidRad(const LongFloat &mid, int rad)
 void setMidRad(const LongFloat &mid, const LongFloat &rad)
























 int contains(int x)
 int contains(const LongFloat &x)
 int contains(const LongInterval &x)
区間が x を含むか判定する。含むなら 1 、含まないなら 0 、不明なら -1 を返す。
x が区間の境界に重なっている場合、含まないとする。「不明」という判定結果があ
る理由は、 3.4.7 節で述べる。
 int containsEqual(int x)
 int containsEqual(const LongFloat &x)
 int containsEqual(const LongInterval &x)
区間が x を含むか判定する。含むなら 1 、含まないなら 0 、不明なら -1 を返す。
x が区間の境界に重なっている場合、含むとする。
非メンバ関数
 LongInterval pow(const LongInterval &x, int n)
x の n 乗を取得する。





1 行 1 列の行列を生成する。値は不定である。
 LongIntervalMatrix(int rows, int columns)






 void resize(int rows, int columns)

























 LongIntervalMatrix sqrt(const LongIntervalMatrix &a)
各要素が a の各要素の平方根となる行列を取得する。
 LongIntervalMatrix trans(const LongIntervalMatrix &a)
a の転置行列を取得する。




 スカラー + 行列
 スカラー - 行列
 スカラー * 行列
 スカラー / 行列
 行列 + スカラー
 行列 - スカラー
 行列 * スカラー
 行列 / スカラー
 行列 += スカラー
 行列 -= スカラー
 行列 *= スカラー










1 + 5 2 + 5
























cout << "a =" << endl << a << endl;
cout << "a + 5 =" << endl << a + 5 << endl;







a + 5 =
6.000000 7.000000
8.000000 9.000000




LongIntervalクラスの変数は、比較演算子を用いて int, LongFloat, LongInterval
クラスと比較できる。区間の比較には、点の比較とは異なる性質があるので、注意が必要
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である。例えば
A < B






















 LongInterval == LongInterval
 LongInterval != LongInterval
の二つの演算は、従来通り bool 型の値を返す。
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4.1 実装方針
4.2 節では、 LILIB の具体的なアルゴリズムと実装について述べるが、本節ではその
前に、なぜそのアルゴリズム・実装を採用したのか、その理由を述べる。
4.1.1 limb のビット数
GMP などの多倍長演算ライブラリでは、 limb のビット数が 64 であるものが多い。一
方、 LILIB の limb のビット数は 32 とした。これは、 LILIB がアセンブラを使わず、
C++ だけで実装されていることに起因している。limb を 64 ビットとすると、乗算にお
いて
128ビット = 64ビット 64ビット
という計算が必要になる。しかし、標準的な C++ 環境では、 128 ビットの整数を扱う
ことができない。環境依存の実装を行えば 128 ビットの整数を扱うこともできるが、移





X = [1:234567889 1010; 1:234567891 1010]




1:234567890 1010; 1 101
E
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以上の理由から、 LILIB の区間クラス LongInterval では、中心値を多倍長数





















X = h1; ri
に対して関数





区間半径 r 真の計算結果 f(X) 機械区間演算の結果 [f(X)]
0 h3:0000; 0:0000i h3:0000; 0:0000i
10 10 h3:0000; 1:0000 10 10i h3:0000; 7:0000 10 10i
10 9 h3:0000; 1:0000 10 9i h3:0000; 7:0000 10 9i
10 8 h3:0000; 1:0000 10 8i h3:0000; 7:0000 10 8i
10 7 h3:0000; 1:0000 10 7i h3:0000; 7:0000 10 7i
10 6 h3:0000; 1:0000 10 6i h3:0000; 7:0000 10 6i
10 5 h3:0000; 1:0000 10 5i h3:0000; 7:0000 10 5i
10 4 h3:0000; 1:0000 10 4i h3:0000; 7:0000 10 4i
10 3 h3:0000; 1:0000 10 3i h3:0000; 7:0000 10 3i
10 2 h2:9997; 9:9990 10 3i h3:0005; 7:0001 10 2i
10 1 h2:9700; 9:9000 10 2i h3:0500; 7:0100 10 1i



















 除算には、1=x を求める Newton 法
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 平方根の計算には、1=px を求める Newton 法
を採用した。
しかし、これらのアルゴリズムは、実装が容易だが低速なものである。2.2.5 節で述べ













2.2.4 節で述べたように、浮動小数点数演算を実装する場合、 correct rounding が演算
精度の一つの目安になる。しかし、 LILIB の LongFloat の演算は correct rounding では
ない。これは、演算精度より演算速度を優先したためである。
IEEE 754 を始め、多くの実装では、浮動小数点数 x は以下のような形で表現される。
x = f  2e
一方、 LongFloat の実装は、以下の形である。
x = f  232e
ここで、 e は整数である。
これは、通常の実装では小数点が 1ビット単位で動くのに対して、LongFloatでは小数
点が 32ビット単位でしか動かないことを意味している。この構造だと、 correct rounding
は実現できないが、シフト操作の回数を減らすことができ、演算速度は速くなる。
次に、 LILIB では correct rounding が必要ないことを説明する。そもそも、 correct
rounding とは、精度保証の一種である。ある演算を最近点への correct rounding で行っ
た場合、その演算結果の誤差は 0.5 ulp 以下であることが保証される。同様に、下・上
への correct rounding では、演算結果の相対誤差は 1 ulp 未満である。ただし、 correct
rounding の精度保証は、演算一回分についてしか有効ではない。
例えば、最近点への correct rounding で、以下の計算を行う。
c = a+ b
e = cd
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c の計算値を ~c とすると、その相対誤差は、以下のように包囲できる。
j~c  cj  0:5 ulp
しかし、 ~c を用いて計算した ~e の相対誤差については、特に保証はない。
一方、精度保証付き区間演算を行った場合、計算の各段階で発生した誤差は全て区間半
径に取り込まれ、評価される。
つまり、 correct rounding は、精度保証付き区間演算に劣る簡易的な精度保証であり、









fesetround(FE_TONEAREST); // 最近接丸め (偶数)
fesetround(FE_DOWNWARD); // -∞への丸め
fesetround(FE_UPWARD); // +∞への丸め



















計算過程で 33 ビット以上の値を扱う場面では、 64 ビット符号なし整数を用いる。これ
らの固定長整数型は、 C++11 で以下の名前で定義されている。
 uint32_t : 32 ビット符号なし整数
 uint64_t : 64 ビット符号なし整数
int や long などの型は、計算機環境によってビット数が変わることがあり、移植性が
低下する。uint32_t などを用いれば、移植性を保つことができる。
4.2.3 多倍長実数クラス LongFloat
以下に、多倍長実数を表現するクラス LongFloat のクラス構造を示す。LongFloat の
仮数部は、 uint32_tの配列であり、シフト操作などは、 1ビット単位ではなく 1 limb(32
ビット)単位で行う。
class LongFloat{
int sign; // 符号
uint32_t *limb; // 仮数部配列へのポインタ
int exponent; // 指数部
};
配列 *limb の要素数は、 int lilib::limbs である。lilib::limbs は、関数
lilib::setPrecisionによって設定されるグローバル変数である。以降、 lilib::limbs
については、単に limbs と表記する。
double から LongFloat へ誤差なしで変換を行いたいので、 LongFloat は double よ






x = 0 のとき、 x.limb が指す配列の全要素と x.exponent は共に 0 である。






a+ b (a  b  0)
a  b (a  b  0)
LongFloat = LongFloat + LongFloat
LongFloat a, b, c; // a >= b > 0
のとき、
c  a+ b
となる最大の c を計算する。
この演算では、以下のような場合分けを行う。
1. a.exponent  limbs  b.exponent のとき
これは、 a と b の仮数部が「重なっていない」状態である。この場合、 c に a を
代入して、 b は切り捨てる。
2. a.exponent  limbs < b.exponent のとき
これは、 a と b の仮数部が「重なっている」状態である。この場合、 *a.limb と
*b.limb の桁を合わせて筆算を行う。計算過程では uint64_t を用い、繰り上がり
処理も適切に行う。*a.limb と重なっていない *b.limb の下位 limb は、切り捨
てる。
LongFloat = LongFloat - LongFloat
LongFloat a, b, c; // a >= b > 0
のとき、
c  a  b
となる最小の c を計算する。
この演算では、以下のような場合分けを行う。
1. a.exponent  limbs  b.exponent のとき
これは、 a と b の仮数部が「重なっていない」状態である。この場合、 c に a を
代入して、 b は切り捨てる。
2. a.exponent  limbs < b.exponent のとき
これは、 a と b の仮数部が「重なっている」状態である。この場合、 *a.limb と
*b.limb の桁を合わせて筆算を行う。計算過程では uint64_t を用い、繰り下がり
処理も適切に行う。*a.limb と重なっていない *b.limb の下位 limb は、切り捨
てる。
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乗算
ここでは、正の実数同士の乗算についてのみ説明する。0 を含む場合は演算結果は 0 で
あり、負の値を含む場合は、符号を適切に処理すれば良い。




*a.limb, *b.limb は要素数 limbs の uint32_t の配列なので、この乗算結果を格納
するには、要素数 2 * limbs の uint32_t の配列が必要である。そこで、そのような配
列を用意し、その配列に一時的に乗算結果を格納する。
この乗算は、 limb を単位とする筆算で行う。32 ビット同士の乗算結果は 64 ビットと
なるので、 uint64_t 上で乗算を行い、上位 32 ビットを次の limb へ繰り上げる。




0 、分母が 0 の場合は演算不能である。負の値を含む場合は、符号を適切に処理すれば
良い。
LongFloat = LongFloat / int
LongFloat a; // a > 0




この除算は、 limb を単位とする筆算で行う。各 limb での計算には、上の limb からの
繰り下がりを含めた 64 ビット演算が必要なので、 uint64_t を用いる。最下位 limb で
発生した余りは、切り捨てる。
LongFloat = int / LongFloat
LongFloat = LongFloat / LongFloat
分母が LongFloat の場合、筆算の実装は難しい。そこで、以下の Newton 法を用いて
分母 x の逆数 x の近似値 y を求める。この方法は、 INTLAB の実装を参考にした。
yk+1 = (2  xyk)yk
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LongFloat y の値が変化しなくなった時点で、反復計算を終了する。
このとき、反復計算の初期値 y0 は、ある程度真の x に近い必要がある。そこで、 x を
一度、 double に変換し、その逆数を求める。その結果を再び LongFloat に変換し、こ
れを y0 とする。
double で表せる数は、
10 324 < jxj < 10307
程度の範囲に限られるが、 LongFloat はより広い範囲を扱うことができる。そのため、












ここで、直接 px を求めず 1=px を求めるのは、このようにすれば Newton 法の計算
過程において、計算量の多い多倍長の除算を回避できるからである。
ここでも除算と同様に、反復計算の初期値 y0 は、ある程度真の y に近い必要がある。
そこで、 double の組み込み関数 sqrt を用い、 y0 を求める。ここでも、 double への
変換において、仮数部と指数部に分ける工夫が必要である。
比較演算
LongFloat 同士、または LongFloat と int の間で、以下の比較演算が行える。
==, !=, <, >, <=, >=




3. limb[0], limb[1], limb[2], …を順に比較する。仮数部が一箇所でも異なれば、
大小関係は決定する。
4. 仮数部が最後まで等しければ、二つの値は等しい。
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4.2.4 区間半径クラス Radius
LILIB では、区間半径を専用クラス Radius に格納する。このクラスは LILIB 内部で
のみ使われ、利用者が意識する必要はない。以下に Radius のクラス構造を示す。
class Radius{
uint32_t significand; // 仮数部
int exponent; // 指数部
};
Radius x は、以下の値を持つ非負の実数である。
x = x:significand 2x:exponent
x = 0 のとき、 x.significand と x.exponent は共に 0 である。
x 6= 0 のとき、 x.significand は最上位ビットが 1 になるよう正規化される。
Radius クラスは、以下の演算をサポートしている。
Radius = Radius * int
Radius a, c;









ここでは、 5 ビット左にシフトした分、 c.exponent から 5 を減じる。
次に、上位 32 ビットの値を、上への丸めで取り出す。c.significand の値は
10101010101010101010101010101011





Radius = Radius * Radius
Radius = Radius * int とほぼ同じ演算である。
Radius = Radius / int
Radius a, c;




ここでも乗算と同様に、仮数部を一度 uint64_t work に格納し、計算する。除算で余
りが発生した場合、切り上げを行う。その後の丸め処理は、乗算と同様である。
Radius = Radius + Radius
Radius a, b, c; // a >= b
のとき、
c  a+ b
となる最小の c を計算する。
この演算では、以下のような場合分けを行う。
1. b = 0 のとき
c に a を代入する。
2. b 6= 0; a.exponent  b.exponent+ 32 のとき
これは、 a と b の仮数部が「重なっていない」状態である。この場合、 c に a を
代入し、 c.significand の最下位ビットに 1 を加える。最下位ビットの加算で繰
り上がりが発生する場合、これも適切に処理する。




LongFloat と Radius の相互変換
LongFloat と Radius は、コンストラクタ
LongFloat(const Radius &x)
Radius(const LongFloat &x)
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を用いて、相互に変換できる。
 LongFloat の精度は Radius より高いので、 Radius から LongFloat への変換で
は、誤差は発生しない。




LongFloat center; // 中心値
Radius radius; // 半径
};
LongInterval x は、以下の中心値と半径で表される区間である。




a+ b (a:center  b:center  0)
a  b (a:center  b:center  0)
LongInterval = LongInterval + LongInterval
LongInterval a, b, c; // a.center >= b.center > 0
のとき、
a+ b  c
となる c を計算する。c.radius は、小さい方が望ましい。
この演算のためには、まず
a:center+ b:center 2 d
となる LongInterval d を求める必要がある。
d の計算では、以下のような場合分けを行う。
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1. a.center.exponent  limbs  b.center.exponent のとき
これは、 a.center と b.center の仮数部が「重なっていない」状態である。この
場合、まず d.center に a.center を代入する。次に、
d:radius  b:center
となるように d.radius を設定する。
2. a.center.exponent  limbs < b.center.exponent のとき
これは、 a.center と b.center の仮数部が「重なっている」状態である。この場
合、 *a.center.limb と *b.center.limb の桁を合わせて筆算を行う。計算過程で
は uint64_t を用い、繰り上がり処理も適切に行う。*a.center.limb と重なって
いない *b.center.limb の下位 limb を bLower とし、
d:radius  bLower
となるように d.radius を設定する。
d が求められたら、以下のように c を計算する。
c.center = d.center;
c.radius = a.radius + b.radius + d.radius;
LongInterval = LongInterval - LongInterval
LongInterval a, b, c; // a.center >= b.center > 0
のとき、
a  b  c
となる c を計算する。c.radius は、小さい方が望ましい。
この演算のためには、まず
a:center  b:center 2 d
となる LongInterval d を求める必要がある。
d の計算では、以下のような場合分けを行う。
1. a.center.exponent  limbs  b.center.exponent のとき
これは、 a.center と b.center の仮数部が「重なっていない」状態である。この
場合、まず d.center に a.center を代入する。次に、
d:radius  b:center
となるように d.radius を設定する。
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2. a.center.exponent  limbs < b.center.exponent のとき
これは、 a.center と b.center の仮数部が「重なっている」状態である。この場
合、 *a.center.limb と *b.center.limb の桁を合わせて筆算を行う。計算過程で
は uint64_t を用い、繰り下がり処理も適切に行う。*a.center.limb と重なって
いない *b.center.limb の下位 limb を bLower とし、
d:radius  bLower
となるように d.radius を設定する。
d が求められたら、以下のように c を計算する。
c.center = d.center;
c.radius = a.radius + b.radius + d.radius;
mid()
x.mid() は、 x.center の値をそのまま返す。
rad()
x.rad() は、 x.radius を LongFloat に変換して返す。
diam()
x.diam() は、 x.rad() の 2 倍の値を返す。これは、 x.radius の exponent に 1 を
加えた値を、 LongFloat に変換することで実現している。
inf()
x.inf() は、区間 x の下端を返す。ただし、 3.4.7 節で述べたように、中心値・半径
形式の区間演算では、常に正確な下端を求められるとは限らない。そこで、 x.inf() は、
区間 x の下端が取りうる最小の値を返す。具体的には、以下のような処理を行う。
1. 「中心値 - 半径」を精度保証付きで計算し、結果を LongInterval y とする。
2. y の半径が 0 なら、 y の中心値を返す。
3. y の中心値が 0 なら、 -y.rad() を返す。
4. y の中心値と半径の仮数部が「重なっている」なら、 y.inf() を呼び、その結果を
返す。y.inf() 内で y.inf() を呼ぶことになるが、これ以上、 y.inf() が再帰的
に呼ばれることはない。
5. y の中心値と半径の仮数部が「重なっていない」なら、
 y の中心値が正なら、 y の中心値の最下位ビットから 1 減じた値を返す。
 y の中心値が負なら、 y の中心値の最下位ビットに 1 加えた値を返す。
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sup()
x.sup() は、区間 x の上端を返す。アルゴリズムは inf() と同様である。
mig()
x.mig() は、区間 x の最小絶対値を返す。すなわち、 x が 0 を含む場合は 0 を、それ
以外の場合は、 abs(x.inf()) と abs(x.sup()) の小さい方を返す。
mag()
x.mag() は、区間 x の最大絶対値を返す。すなわち、 abs(x.inf()) と abs(x.sup())
の大きい方を返す。
乗算
ca  0; cb  0
のとき、区間 hca; rai と hcb; rbi の乗算は、丸め誤差を考慮しなければ、以下のように
なる。
1. ca  ra; cb  rb のとき、
hca; rai  hcb; rbi = hcacb + rarb; carb + cbrai (4.1)
2. 1. を満たさず、 carb  cbra のとき、
hca; rai  hcb; rbi = hcacb + cbra; carb + rarbi (4.2)
3. 1. も 2. も満たさないとき、
hca; rai  hcb; rbi = hcacb + carb; cbra + rarbi (4.3)
ca; cb が負の場合は、符号を適切に処理すれば良い。
これらの式を LILIB で実装する場合、 cacb などの乗算でも丸め誤差が発生することに
注意が必要である。
この演算のためには、以下の演算が必要である。
LongFloat x, y; // x >= 0, y >= 0
LongInterval z;
48 第 4章 ライブラリ LILIB の実装
のとき、
xy 2 z
となる z を計算する。z.radius は、小さい方が望ましい。
ここでは、 LongFloat の乗算と同様に、要素数 2 * limbs の uint32_t の配列を用意





1. 上記の方法で、 a:center b:center 2 d となる LongInterval d を求める。
2. e = a:radius b:radius となる LongFloat e を求める。
3. LongInterval c = d + e とする。
4. c.radius += Radius(a.center) * b.radius
+ Radius(b.center) * a.radius; とする。
条件 1. を満たさない場合、 carb と cbra の大小を比較する必要がある。比較のために
は carb; cbra を厳密に計算する必要がある。LongFloat * Radius の結果を誤差なしに保
持するには、小数点の移動を考慮すると、 limbs + 2 limb が必要になる。そこで、以下




1. a:center b:center 2 c となる LongInterval c を求める。
2. c.radius += a.radius * b.radius; とする。
3. LongFloat e = a.center * LongFloat(b.radius); とする。
4. LongFloat f = b.center * LongFloat(a.radius); とする。
5. e  f なら、c += f; c.radius += Radius(e); とする。





hc; ri (c > r  0)
























w = c2   r2
を計算し、その近似値を z 、誤差を "1 とする。
z = w + "1
次に、 LongFloat の除算を用いて 1=z の近似値 z を求める。
zz の 1 に対する誤差を "2 とする。
zz = 1 + "2
以上より、 z の 1=w に対する誤差  は以下の式で表わされる。








(z   "1)"2   "1
z(z   "1)
実際の計算では、 "1; "2 は具体的には求められないので、区間包囲を行う。
w を LongInterval で計算し、
w 2 W
となる区間 W を求めると、
z = mid(W )
"1 2 W   z
z   "1 2 W
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となる。
"2 についても、
"2 = zz   1 2 E
となる区間 E を LongInterval で計算できる。
以上より、  は以下の式で区間包囲される。















1. WE  W + z  A を満たす LongInterval A を計算する。
2. LongFloat magA = A.mag() を求める。
3. int eA = magA.exponent, magA.exponent = 0 とする。
4. magA を上へ丸め、 double dA を求める。
5. zW  B を満たす LongInterval B を計算する。
6. LongFloat infB = B.inf() を求める。
7. int eB = infB.exponent, infB.exponent = 0 とする。
8. infB を下へ丸め、 double dB を求める。
9. double dR = dA / dB を、上への丸めで計算する。
10. dR を上へ丸め、 Radius r を求める。










hc; 0i (c  0)
の平方根の精度保証について考える。
LongFloat c に対して、 pc の近似値 s は、
LongFloat s = sqrt(c);
によって求められる。
c の s2 に対する相対誤差を " とおく。




1 + " (4.5)
ここで、 Maclaurin 展開により、
p








"3     
である。この式は j"j < 1 のとき、単調減少する交代級数なので、
p
























これは、無限級数を第 3 項で打ち切るという大まかな精度保証である。しかし、 " は






  1 2 E
を満たす LongInterval E は計算できる。
以上より、 pc は以下の式で区間包囲される。
p









f(E + 1)2 + 3g (4.7)
区間の平方根の計算には、以下の式を用いる。




















hc; ri 2 s
4














のとき、 a == b は、 a.center == b.center かつ a.radius == b.radius なら true
を、それ以外なら false を返す。
LongInterval != LongInterval 　
a != b は、 !(a == b) を返す。
LongInterval ＜ LongInterval 　
LongInterval のメンバ関数 inf(), sup() は、区間の下端・上端を「外側へ丸めて」求
めるものであるが、これだけでは LongInterval の厳密な大小比較はできない。そこで、
「内側へ丸める」プライベートメンバ関数 infIn(), supIn() を用意する。
a < b は、以下の三通りの結果を返す。
 a.sup() < b.inf() なら、「真」の意味の 1
 a.supIn() >= b.infIn() なら、「偽」の意味の 0
 それ以外なら、「不明」の意味の -1
LongInterval ＞ LongInterval 　
a > b は、以下の三通りの結果を返す。
 a.inf() > b.sup() なら、「真」の意味の 1
 a.infIn() <= b.supIn() なら、「偽」の意味の 0
 それ以外なら、「不明」の意味の -1
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LongInterval ＜= LongInterval 　
a <= b は、以下の三通りの結果を返す。
 a.sup() <= b.inf() なら、「真」の意味の 1
 a.supIn() > b.infIn() なら、「偽」の意味の 0
 それ以外なら、「不明」の意味の -1
LongInterval ＞= LongInterval 　
a >= b は、以下の三通りの結果を返す。
 a.inf() >= b.sup() なら、「真」の意味の 1
 a.infIn() < b.supIn() なら、「偽」の意味の 0
 それ以外なら、「不明」の意味の -1
4.3 INTLAB の実装方法との違い
LILIB は、 INTLAB のアイデアを発展させた中心値・半径方式の精度保証付き多倍長
区間演算ライブラリである。以下に、 LILIB と INTLAB との差を列挙する。
4.3.1 乗算
区間同士で乗算を行う場合、
hca; rai  hcb; rbi  hcacb; jcajrb + jcbjra + rarbi








INTLAB では多倍長区間除算についても、 LILIB より簡単だが誤差が大きいアルゴリ
ズムで実装されている。












 uint32_t high32(uint64_t x)
64 ビット整数から、上位 32 ビットを取り出す。
 uint32_t low32(uint64_t x)　
64 ビット整数から、下位 32 ビットを取り出す。
 int normalize64(uint64_t *x)　
64 ビット整数を正規化する。ポインタ x が指す値の最上位ビットが 1 になるまで
左シフトを行い、シフトしたビット数を返す。
 void setRound(int round)　
倍精度演算の丸め方向を設定する。round の値が負なら　 1 への丸め、 0 なら
最近接丸め (偶数)、正なら　+1 への丸めとする。
 int getRound()　
現在の倍精度演算の丸め方向を取得する。 1 への丸めなら -1 、最近接丸め (偶




4.4. LILIB 内部で使用される関数 55
 void normalize()　






 void copy(const LongFloat &x, int size)　
limb 数の異なる LongFloat 値を代入する。一部の演算で、一時的に limb 数を変え
るときに使用される。
 void readString(std::string s)　
10 進数の文字列を読み込むサブ関数。setString 関数から呼ばれる。
 int compareAbs(const LongFloat &x) const　
|*this|　 (自身の絶対値)と |x| を比較する。|*this| < |x| なら -1 、
|*this| == |x| なら 0 、 |*this| > |x| なら 1 を返す。
 void addAbs(const LongFloat &a, const LongFloat &b)　
自身の値を jaj+ jbj にする。ただし、 jaj  jbj でなければならない。add, sub 関
数から呼ばれる。
 void subAbs(const LongFloat &a, const LongFloat &b)　
自身の値を jaj   jbj にする。ただし、 jaj  jbj でなければならない。add, sub 関
数から呼ばれる。
 void add(const LongFloat &a, const LongFloat &b)　
自身の値を a+ b にする。加算が行われると、まずこの関数が呼ばれる。a; b の符号
と絶対値を調べて、 addAbs, subAbs 関数を呼ぶ。例えば、  1 + 10 を  (10  1)
に変換し、 subAbs(10, 1) を呼ぶ。
 void sub(const LongFloat &a, const LongFloat &b)　
自身の値を a  b にする。減算が行われると、まずこの関数が呼ばれる。a; b の符号
と絶対値を調べて、 addAbs, subAbs 関数を呼ぶ。例えば、  1  10 を  (10 + 1)
に変換し、 addAbs(10, 1) を呼ぶ。
 void mul(const Radius &a, const Radius &b)　
自身の値を ab にする。
 void mul(const LongFloat &a, int b)　
自身の値を ab にする。
 void mul(const LongFloat &a, const LongFloat &b)　
自身の値を ab にする。
56 第 4章 ライブラリ LILIB の実装
 void div(const LongFloat &a, int b)　
自身の値を a=b にする。
 void inverse(const LongFloat &x)　
自身の値を 1=x にする。除算の分母が LongFloat のとき、この関数が呼ばれる。













 void copy(const LongInterval &x, int size)　
limb 数の異なる LongInterval 値を代入する。一部の演算で、一時的に limb 数を
変えるときに使用される。
 void readString(std::string s)　
10 進数の文字列を読み込むサブ関数。setString 関数から呼ばれる。読み込む過程
で発生する丸め誤差も考慮される。
 void addAbs(const LongFloat &a, const LongFloat &b)　
自身の値を、 jaj+ jbj を含む区間にする。ただし、 jaj  jbj でなければならない。
add, sub 関数から呼ばれる。
 void subAbs(const LongFloat &a, const LongFloat &b)　
自身の値を、 jaj   jbj を含む区間にする。ただし、 jaj  jbj でなければならない。
add, sub 関数から呼ばれる。
 void add(const LongFloat &a, const LongFloat &b)　
自身の値を、 a+ b を含む区間にする。加算が行われると、まずこの関数が呼ばれ
る。a; b の符号と絶対値を調べて、 addAbs, subAbs 関数を呼ぶ。
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 void sub(const LongFloat &a, const LongFloat &b)　
自身の値を、 a  b を含む区間にする。減算が行われると、まずこの関数が呼ばれ
る。a; b の符号と絶対値を調べて、 addAbs, subAbs 関数を呼ぶ。
 void mul(const LongFloat &a, int b)　
自身の値を、 ab を含む区間にする。
 void mul(const LongFloat &a, const LongFloat &b)　
自身の値を、 ab を含む区間にする。
 void div(const LongFloat &a, int b)　
自身の値を、 a=b を含む区間にする。
 void inverse(const LongInterval &x)　
自身の値を 1=x を含む区間にする。除算の分母が LongInterval のとき、この関数
が呼ばれる。
 LongFloat infIn() const　
区間の下端の最大値を返す。区間の大小比較で使用される。






 5.1 では、 LILIB での点演算と区間演算の速度を比較する。これによって、中心値・
半径方式の精度保証付き区間演算の、下端・上端方式に対する優位性を示す。
 5.2 では、下端・上端方式を採用している既存の精度保証付き多倍長演算ライブラリ




 5.4 では、 5.5 の前提として、 Ane 演算について簡単に紹介する。Ane 演算は、
区間演算とは別の精度保証付き数値計算の手法である。区間演算と Ane 演算で
は、それぞれ得意とする問題が異なる。
 5.5 では、区間演算が上手く機能しない問題を示し、 Ane 演算との比較を行う。
また、区間演算が不得手とする問題でも、多倍長演算と組み合わせれば、計算結果
の精度を上げられることを示す。




方式の区間演算では、点演算とほぼ同じ計算を 2 回行うので、演算時間の比はおよそ 2




1. 無作為な LongFloat a[0] から a[n - 1] までを生成する。
2. 同様に、無作為な LongFloat b[0] から b[n - 1] までを生成する。
3. a[k] を中心値とする LongInterval c[k] を生成する。ただし、 c[k] の半径は、
中心値の最下位 limb に相当する程度の無作為な値とする。
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4. 同様に、 b[k] を中心値とする LongInterval d[k] を生成する。
5. 全ての k に対して a[k] + b[k] の計算を行い、その合計時間を n で割ったものを、
点演算の時間とする。
6. 同様に、全ての c[k] + d[k]の計算を行い、その合計時間を nで割ったものを、区
間演算の時間とする。
実験は、「 Windows 7 64bit + Cygwin, Intel Core i7-4790 3.60GHz, メモリ 32GB 」の
環境で行った。
表 5.1: 加減算 (指数部ランダム)の演算時間の比
桁数 試行回数 点演算の時間 [s] 区間演算の時間 [s] 演算時間の比
105 10000000 1:2600 10 7 2:8500 10 7 2.2619
1001 1000000 2:2100 10 7 1:3920 10 6 6.2986
10008 100000 2:7100 10 6 9:9900 10 6 3.6863
表 5.1 を見ると、演算時間の比は 2 を超えており、下端・上端方式より遅いという結果







表 5.2: 加減算 (指数部ゼロ)の演算時間の比
桁数 試行回数 点演算の時間 [s] 区間演算の時間 [s] 演算時間の比
105 1000000 1:5600 10 7 1:7200 10 7 1.1026
1001 1000000 4:2100 10 7 4:3700 10 7 1.0380
10008 100000 3:0800 10 6 3:1600 10 6 1.0260









桁数 試行回数 点演算の時間 [s] 区間演算の時間 [s] 演算時間の比
105 1000000 6:0400 10 7 1:6700 10 6 2.7649
1001 100000 2:6931 10 5 3:1841 10 5 1.1823
10008 1000 2:5611 10 3 2:5951 10 3 1.0133
表 5.4: 除算の演算時間の比
桁数 試行回数 点演算の時間 [s] 区間演算の時間 [s] 演算時間の比
105 100000 6:7200 10 6 1:7391 10 5 2.5879
1001 10000 4:1892 10 4 5:7823 10 4 1.3803
10008 100 5:9963 10 2 7:2274 10 2 1.2053
表 5.5: 平方根の演算時間の比
桁数 試行回数 点演算の時間 [s] 区間演算の時間 [s] 演算時間の比
105 100000 1:0010 10 5 3:3581 10 5 3.3547
1001 10000 6:1894 10 4 1:2944 10 3 2.0913
10008 100 8:7995 10 2 1:6904 10 1 1.9210
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5.2 MPFI との速度比較
ここでは、 LILIB と MPFI で同じ計算を行い、その速度を比較する。





1. LILIB で、 sqrt 関数によって「 p3 を含む区間」を求め、 LongInterval a と
する。
2. 同様に、 p2 を含む区間を LongInterval b とする。
3. 用意した a, b に対して、 a + b の計算にかかる時間を測定する。
4. MPFI でも同様の a, b を用意し、 a + b の計算にかかる時間を測定する。
LILIB と MPFI では桁数の設定方法が異なるが、両ライブラリで目標桁数以上の最小
の桁数を用いた。




桁数 試行回数 演算時間 [s] 試行回数 演算時間 [s] 演算時間の比
100 1000000 1:5900 10 7 1000000 1:8700 10 7 8:5027 10 1
1000 1000000 4:1200 10 7 1000000 1:7100 10 7 2.4094
10000 1000000 2:5810 10 6 1000000 8:5800 10 7 3.0082
加算の場合と同様に、
 表 5.7 は p3 p2 の計算時間
 表 5.8 は p3  p2 の計算時間
 表 5.9 は p3=p2 の計算時間
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表 5.7: 減算の速度比較
LILIB MPFI
桁数 試行回数 演算時間 [s] 試行回数 演算時間 [s] 演算時間の比
100 1000000 1:7400 10 7 1000000 3:4300 10 7 5:0729 10 1
1000 1000000 4:4400 10 7 1000000 4:2100 10 7 1.0546
10000 1000000 3:1190 10 6 1000000 1:1230 10 6 2.7774
表 5.8: 乗算の速度比較
LILIB MPFI
桁数 試行回数 演算時間 [s] 試行回数 演算時間 [s] 演算時間の比
100 1000000 1:4720 10 6 1000000 3:4300 10 7 4.2915
1000 100000 2:9471 10 5 1000000 2:6200 10 6 1:1248 10
10000 1000 2:5541 10 3 100000 7:6120 10 5 3:3554 10
表 5.9: 除算の速度比較
LILIB MPFI
桁数 試行回数 演算時間 [s] 試行回数 演算時間 [s] 演算時間の比
100 100000 1:3400 10 5 1000000 7:6400 10 7 1:7539 10
1000 10000 2:8782 10 4 100000 4:2100 10 6 6:8366 10
10000 100 2:5371 10 2 10000 1:3880 10 4 1:8279 102
表 5.10: 平方根の計算の速度比較
LILIB MPFI
桁数 試行回数 演算時間 [s] 試行回数 演算時間 [s] 演算時間の比
100 100000 2:8731 10 5 1000000 7:4800 10 7 3:8410 10
1000 10000 1:0565 10 3 1000000 4:0240 10 6 2:6255 102
10000 100 1:1874 10 1 10000 1:2630 10 4 9:4014 102
現時点での LILIB は、小さな桁数の加減算以外、全ての演算において MPFI に演算速
度で劣っている。各演算においては桁数が大きいほど MPFI が有利、同じ桁数において
は複雑な演算ほど MPFI が有利である。これは、 MPFI のベースとなっている GMP の
























表 5.11 に、 an の
 真値





表 5.11: an の真値と倍精度での計算結果
n 真値 an double interval＜ double＞
中心値 半径 相対誤差
0 1.00 1.00 1.00 0.00 0.00
1 9:09 10 2 9:09 10 2 9:09 10 2 6:94 10 18 7:63 10 17
2 8:26 10 3 8:26 10 3 8:26 10 3 8:33 10 17 1:01 10 14
3 7:51 10 4 7:51 10 4 7:51 10 4 2:67 10 16 3:56 10 13
4 6:83 10 5 6:83 10 5 6:83 10 5 8:49 10 16 1:24 10 11
5 6:21 10 6 6:21 10 6 6:21 10 6 2:70 10 15 4:34 10 10
6 5:64 10 7 5:64 10 7 5:64 10 7 8:57 10 15 1:52 10 8
7 5:13 10 8 5:13 10 8 5:13 10 8 2:72 10 14 5:31 10 7
8 4:67 10 9 4:67 10 9 4:67 10 9 8:65 10 14 1:85 10 5
9 4:24 10 10 4:24 10 10 4:24 10 10 2:75 10 13 6:48 10 4
10 3:86 10 11 3:88 10 11 3:86 10 11 8:73 10 13 2:26 10 2
11 3:50 10 12 4:09 10 12 3:52 10 12 2:77 10 12 7:87 10 1
12 3:19 10 13 2:09 10 12 3:76 10 13 8:81 10 12 2:34 10
13 2:90 10 14 5:33 10 12 2:02 10 13 2:80 10 11 1:39 102
14 2:63 10 15 1:59 10 11 5:21 10 13 8:89 10 11 1:71 102
15 2:39 10 16 4:77 10 11 1:56 10 12 2:82 10 10 1:81 102
16 2:18 10 17 1:43 10 10 4:67 10 12 8:97 10 10 1:92 102
17 1:98 10 18 4:30 10 10 1:40 10 11 2:85 10 9 2:03 102
18 1:80 10 19 1:29 10 09 4:20 10 11 9:05 10 9 2:15 102
19 1:64 10 20 3:87 10 09 1:26 10 10 2:88 10 8 2:28 102
20 1:49 10 21 1:16 10 08 3:78 10 10 9:14 10 8 2:42 102
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図 5.1, 5.2, 5.3 は、それぞれ桁数 105, 1001, 10008 の LongInterval で漸化式を計算
したときの、 an の相対誤差を示したものである。なお、図 5.2, 5.3 では、相対誤差が
10 324 程度より小さい部分は、正しくプロットされていない。これは、 gnuplot が 倍精
度浮動小数点数の範囲内の値しか扱えないためである。
ここで、相対誤差がいつ 1 以上になるかに注目すると、
 105 桁のとき、 n = 70
 1001 桁のとき、 n = 651





次節の QRT 写像に関する数値実験では、比較対象として kv による精度保証付き倍精




 1  "k  1
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であるようなダミー変数 "k を用いて、その線形結合
a0 + a1"1 +   + an"n
の形 (Ane 形式)で数 (区間)を表現する。計算機にはその係数を記憶する。ダミー変数
の個数 n は、必要に応じて、計算の途中で変化させる。
例として、 Ane 形式
x = 1 + 0:5"1
y = 1 + 0:5"2
を考える。これは、 x と y に相関がない状態である。このとき、 (x; y) が取り得る領域
は、図 5.4 のようになる。










x = 1 + 0:5"1
y = 1 + 0:4"1 + 0:1"2
の場合を考える。このとき、 x; y それぞれが取り得る範囲は [0:5; 1:5] で変っていない
が、両者には、 "1 による強い相関がある。このとき、 (x; y) が取り得る領域は、図 5.5
のようになる。
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この場合、 x と y の相関を記述できない区間演算よりも、 Ane 演算の方が、より
狭い領域を記述できる。この特徴は、区間ベクトルの演算結果に対する区間拡大である




x = x0 + x1"1 +   + xn"n
y = y0 + y1"1 +   + yn"n




xy = x0y0 +
nX
i=1











この方法では、 n を 1 増やし、誤差を "n+1 の項で包含することによって、誤差を比較
的小さく抑えることができる。














保証付き倍精度 Ane 演算 (affine<double>) で計算した結果を、表 5.12 に示す。
実験は、「 Windows 10 64bit + Cygwin, AMD A4-6320 3.80GHz, メモリ 4GB 」の環
境で行った。
表 5.12: ane＜ double＞ による xn の計算結果
n 中心値 半径 計算時間
2000 7:5642 10 1 2:4104 10 12 1.2030
4000 6:8457 10 1 2:1190 10 12 4.8980
6000 7:5226 10 1 9:4185 10 12 1:1336 10
8000 9:8995 10 1 4:8322 10 11 2:0453 10
10000 1.4728 1:4445 10 10 3:3656 10
次に、同じ問題を LongInterval で計算した結果を、表 5.13 に示す。ここでは、各 xn
の区間半径が affine<double> のとき以下になるように、多倍長演算の桁数を調整した。
表 5.13: LongInterval による xn の計算結果
n 桁数 中心値 半径 計算時間
2000 982 7:5642 10 1 3:7167 10 16 1.6635
4000 1955 6:8457 10 1 5:5248 10 20 1:4477 10
6000 2918 7:5226 10 1 3:4480 10 14 5:4305 10
8000 3891 9:8995 10 1 4:7709 10 18 1:2260 102
10000 4855 1.4728 2:4976 10 12 2:5496 102
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倍精度小数の有効桁数が 16 程度であることを考えると、 Ane 演算の誤差は十分小さ




時間さえかければ、 Ane 演算に追いつけるとも言える。また、全ての問題で Ane 演
算が有効なわけではない。例えば、 5.3 節で挙げた漸化式は線形問題であるため、 Ane
演算では倍精度の区間演算と同等の結果しか得られない。





( D2 + a2)2u+ iaR[V ( D2 + a2) + V 00]u = ( D2 + a2)u; on 
 = [x1; x2]
u(x1) = u(x2) = u




D = d=dx 、 i は虚数単位、 a > 0 は波数、 R > 0 は Reynolds 数、 V 2 C2(
) は基本
流れを表す [25] 。
流れの不安定化を起こす最小の Reynolds 数 (臨界 Reynolds 数)の精度保証付き数値計
算のため、固有関数 u と固有値  を実部と虚部
u = ur + iui
 = r + ii
に分解し、
Re() = r = 0
となる中立曲線を考える。各 u;R;  が波数 a に依存すると見なし、式 (5.1) を aで微分
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と置くことで
( D2 + a2)2ur = aR[V ( D2 + a2) + V 00]ui   i( D2 + a2)ui
( D2 + a2)2ui =  aR[V ( D2 + a2) + V 00]ur + i( D2 + a2)ur
( D2 + a2)2vr =  4a( D2 + a2)ur
+






 i( D2 + a2) + aR[V ( D2 + a2) + V 00]

vi (5.2)
( D2 + a2)2vi =  4a( D2 + a2)ui
+











適当に与えた正規化条件のもと、方程式系 (5.2) を満たす [ur; ui; vr; vi; a; R; i; i] の包
み込みを考える。無限次元 Newton 法に基づく計算機援用証明理論を適用する場合には、
系 (5.2) に対する近似解の残差を可能な限り小さく取ることが要請される [26] 。高精度
な近似解を得るため、課せられた境界条件を満足する Legendre 多項式 [27] を基底とした
系 (5.2) の近似解を Newton-Raphson 法で求める。
しかし、 Orr-Sommerfeld 方程式は丸め誤差の影響を強く受けるため、通常の計算では
満足な残差を得ることができない。例えば、





において INTLAB を用いた L2 -ノルムの意味での残差の上限は、 200 次の Legendre 多
項式において 1:97187 10 3 であり、最終的な解の検証のためには不十分である。
ここで、同様の計算を 10 進数 100 桁の LongInterval で行ったところ、D





























LILIB の計算速度は、下端・上端方式で実装された MPFI よりもかなり遅い。これは、
MPFI のベースとなっている GMP が非常に高速であることに起因する。GMP は、アセ
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ンブラによる高度な最適化が行われており、 C++ による LILIB の実装では、その速度
に追いつくのは困難である。
そこで今後は、中心値・半径方式の LILIB のアルゴリズムを生かしつつ、内部での多
倍長演算を GMP や MPFR に置き換えていきたい。
比較的簡単なのは、 MPFR を直接的に利用する方法である。LongFloat と Radius を
それぞれ、高精度・低精度の MPFR の多倍長実数で置き換えるのである。LongInterval
での精度保証は、 MPFR の correct rounding という性質を利用して行う。この方法で、
MPFI より高速な精度保証付き多倍長区間演算が実現できると予想している。しかし、こ
の方法には無駄がある。MPFR での correct rounding の実現自体が限定的な精度保証で
あり、その上で精度保証を行うのは、二度手間と言える。
この無駄を解消するためには、 MPFR ではなく GMP を用いることになる。








発のヒントとなったライブラリ INTLAB を開発した Hamburg University of Technology
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