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računalnǐstvo in informatika




© 2021, Matej Vrankar
Rezultati diplomskega dela so intelektualna lastnina avtorja ter Fakultete za računalnǐstvo in in-
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Razvoj aplikacije za izmenjavo sporočil na platformi Android
Že ob začetka uporabe mobilnih telefonov so je pri mlaǰsih uporabnikih pokazalo, da
raǰsi komunicirajo preko tekstovnih sporočil kot preko telefonskih klicev. Pred časom
pametnih telefonov je bila tekstovna komunikacija možna samo preko SMS sporočil. Ob
prihodu pametnih telefonov, ki so imeli možnost neprestane povezave na internet je trg
aplikacij za komunikacijo lahko razcvetel. Tako je nastalo mnogo aplikacij, a obdržale
so se le nekatere. Med najbolj popularnimi so sedaj Facebook Messenger, WhatsApp,
WeChat, SnapChat, Viber, Signal in Telegram.
Cilj te diplomske naloge je bil razviti svojo aplikacijo za pošiljanje sporočil. Aplika-
cija je bila razvita za operacijski sistem Android. Pri razvoju aplikacije Android sem
si poenostavil delo z uporabo zunanjih knjižnic, kot so Butterknife, Retrofit, Glide in
ColorPicker. Poleg aplikacije Android pa je bilo potrebno razviti še zaledni sistem. Tega
sem naredil v programskem jeziku PHP s pomočjo ogrodja Laravel. Za shranjevanje
podatkov sem uporabil podatkovno bazo MySQL.
Končni rezultat diplomskega dela je zaledni sistem in aplikacija Android, ki omogoča
pošiljanje sporočil in slik med uporabniki. Za uporabo aplikacije je potrebna registracija
in prijava. Uporabniki lahko komunicirajo med seboj v skupinah, ki jih ustvarijo sami.
Možno pošiljati besedilna sporočila in slike.
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A simple messaging application for the Android platform
From the very beginning of the use of mobile phones, younger users have shown that
they would rather communicate via text messages than phone calls. Before the time
of smartphones, text communication was only possible via text messages. With the
advent of smartphones, which had the ability to constantly connect to the Internet, the
market for communication applications was able to flourish. Thus, many applications
were created, but only a few have survived. Among the most popular now are Facebook
Messenger, WhatsApp, WeChat, SnapChat, Viber, Signal and Telegram.
The aim of this thesis was to develop my own messaging application. The application
was developed for the Android operating system. I simplified the work by using external
libraries like Butterknife, Retrofit, Glide, and ColorPicker. In addition to Android appli-
cations, a back-end system had to be developed. I developed back-end system using the
PHP programming language and Laravel framework. For storing data I used MySQL
database.
The end result of the thesis is a back-end system and Android application that allows
sending messages and images between users. Registration and login are required to use
the application. Users can communicate with each other in groups that they have created
themselves. The application supports sending of text as well as picture messages.
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1 Uvod
V današnjem času se večji del komunikacije dogaja preko tekstovnih sporočil v raznih
aplikacijah pa naj bo to poslovna komunikacija ali zgolj klepet med prijatelji. V poslov-
nem svetu so zelo popularne aplikacije, kot so Slack, Microsoft Teams in Google Chat.
Te aplikacije imajo običajno visok nivo integracije s preostalim produkti, ki jih podjetje
uporablja ter tako delavcu poenostavijo delo. Pri aplikacijah, ki so namenjene predvsem
zasebni uporabi, kot so Facebook Messenger, Viber, WeChat, itd., gre bolj za preprostost
komunikacije med uporabniki aplikacije. Zaradi zanimanja delovanja takih aplikacij sem
se odločil, da bom še sam naredil svojo aplikacijo za izmenjavo sporočil.
V diplomski nalogi bo predstavljen opis rešitve, tehnologije in orodja, ki sem jih upo-




2 Opis predlagane rešitve
V tem poglavju bom opisal motivacijo za izdelavo aplikacije, katere funkcionalnosti ima
moja aplikacija za izmenjavo sporočil in kako se primerja z ostalimi aplikacijami, ki so
že na trgu.
2.1 Motivacija
Na dnevnem nivoju za pogovore s prijatelji uporabljam kar nekaj aplikacij za izmenjavo
sporočil. Ker me je zanimalo kako takšne aplikacije delujejo, sem se odločil, da bom
naredil svojo. Sprva je bilo planirano, da bo v lastni izdelavi potekala zgolj izdelava
čelnega dela aplikacije, saj sem za zaledni sistem nameraval uporabiti sistem Signal [1].
Zaradi zastarelosti slednjega sem se odločil, da bom tudi zaledni sistem napisal sam.
2.2 Funkcionalnosti aplikacije
Večina funkcionalnosti izhaja iz funkcionalnosti primerljivih aplikacij. Te zajemajo sledeče:
registracija: omogoča kreiranje novega uporabnǐskega računa;
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prijava: prijava v aplikacijo z uporabnǐskim računom;
uporabnǐski profil: uporabnǐski račun vsebuje podatke uporabnika;
urejanje slike in naziva profila: možnost urejanja podatkov profila;
skupine: pogovori so možni znotraj skupin;
kreiranje nove skupine: uporabnik lahko kreira novo skupino;
dodajanje uporabnikov v skupino: uporabnik lahko doda novega uporabnika
v skupino;
urejanje slike in naziva skupine: možnost urejanje podatkov skupine;
izbira barve skupine: vsaka skupina je lahko svoje barve;
pošiljanje sporočil in slik: uporabnik lahko v skupino pošlje besedilno sporočilo
ali sliko.
prejemanje sporočil in slik v realnem času: uporabnik prejme poslana sporočila
in slike takoj, ko so bila poslana;
Android obvestila o novih sporočilih: uporabnik prejme obvestilo, da je bilo
prejeto novo sporočilo med tem, ko je bila aplikacija zaprta;
temni način: možnost vklopa temnega načina aplikacije.
3 Tehnologije in orodja
V tem poglavju bom opisal tehnologije in orodja, ki sem jih uporabil pri razvoju aplikacije.
Izbor tehnologij je pomemben pri razvoju in vzdrževanju rešitve. Če ima izbrana teh-
nologija kritično napako, je potrebno to tehnologijo zamenjati z drugo, kar lahko vzame
veliko časa. V rešitvi sem izbral tehnologije, s katerimi sem bil v večini že seznanjen.
3.1 Strežnǐske tehnologije
V tem poglavju bom predstavil tehnologije, ki se navezujejo na delovanje aplikacije na
strežnǐskem delu.
3.1.1 Apache HTTP Server
Apache HTTP Server je brezplačni in odprtokodni spletni strežnik, ki ga je razvila in ga
vzdržuje skupnost Apache Software Foundation [2]. S številnimi razširitvami in moduli,
ga je možno prilagoditi zahtevam posamezne spletne rešitve.
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3.1.2 MySQL
MySQL je odprtokodni sistem za upravljanje relacijskih podatkovnih baz. Razvija, pod-
pira in distribuira ga družba Oracle Corporation [3]. Kot že ime pove, gre za podatkovno
bazo, ki uporablja jezik SQL. Relacijske podatkovne baze podatke organizirajo v tabele.
Vsaka vrstica v tabeli predstavlja instanco enega zapisa, stolpci predstavljajo vrednosti,
pripisane temu zapisu (na primer naziv ali kontaktni naslov).
3.1.3 PHP
PHP je odprtokodni skriptni jezik za splošno uporabo, ki je še posebej primeren za spletni
razvoj [4]. PHP se v celoti izvaja na strežniku in uporabnik prejme samo odgovor, ki
ga generira PHP, naj bo to spletna stran HTML, ali pa odgovor spletne storitve v obliki
JSON. PHP omogoča tudi delo na številnih podatkovnih bazah.
3.1.4 Ogrodje Laravel
Laravel je brezplačno, odprtokodno ogrodje za jezik PHP [5]. Namenjeno je razvoju
spletnih aplikacij po arhitekturi MVC in temelji na ogrodju Symfony. Laravel olaǰsa po-
gosta opravila, ki se uporabljajo v večini spletnih projektov, kot so preverjanje pristnosti,
usmerjanje, seje in predpomnjenje.
3.1.5 Firebase Cloud Messaging
Firebase Cloud Messaging (FCM) je brezplačna storitev za pošiljanje sporočil in obvestil
na uporabnikovo napravo [6]. FCM omogoča pošiljanje obvestil med različnimi platfor-
mami.
3.2 Odjemalčeve tehnologije
V tem poglavju bom predstavil tehnologije, ki se navezujejo na delovanje aplikacije na
strani odjemalca.
3.2.1 Android
Android je operacijski sistem, ki temelji na jedru Linux [7]. Najbolj razširjen je je na
mobilnih napravah in tablicah, je pa tudi prisoten na pametnih urah (Wear OS), televizi-
jah (Android TV), v avtomobilih (Android Auto) in raznih gospodinjskih aparatih. Ker
je operacijski sistem odprtokoden, ga lahko razvijalci prilagodijo svojim potrebam. Zato
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imajo različni telefoni s sistemom Android pogosto različne grafične uporabnǐske vme-
snike, čeprav uporabljajo isti operacijski sistem. Najbolj znani so Samsungov TouchWiz,
Huaweijev EMUI in Xiaomiov MIUI.
3.2.2 Buterknife
Butterknife je knjižnica, ki poenostavi povezovanje grafičnih komponent iz pogleda v
logiko aktivnosti aplikacije Android [8].
3.2.3 Retrofit
Retrofit je odprtokodni klient REST za programski jezik Java na okolju Android. Knijižnico
Retrofit razvija podjetje Square [9]. Retrofit omogoča tudi samodejno serializicijo odgo-
vorov JSON v objekte POJO, katere je potrebno predhodno definirati.
3.2.4 JSON
JSON je datotečni format, ki izhaja iz sintakse zapisa objetkov v jeziku Java Script [10].
Zaradi preprostosti zapisa je med najbolj popularnimi formati za izmenjavo podatkov
med programi. Podatki so zapisani v obliki ključa in vrednosti.
3.2.5 Glide
Glide je ogrodje za upravljanje z mediji na operacijskemu sistemu Android [11]. Glide
podpira pridobivanje, dekodiranje in prikaz videoposnetkov, slik in datotek v formatu
GIF. Zaradi enostavne uporabe je zelo popularno ogrodje med Android razvijalci, saj je
potrebno podati le naslov do vira in kontrolnik, v katerega naj se medij naloži, potem pa
Glide naredi vse ostalo, tudi predpomnenje medija na pomnilnik za nadaljnjo uporabo.
3.2.6 ColorPicker
Za izbiro barve sem uporabil knjižnico ColorPicker [12], ki omogoča enostavno izbiro
barv z barvanega kroga, dodatno pa je možno določiti tudi svetlost barve.
3.3 Programska orodja in razvojna okolja
V tem poglavju bom predstavil programska orodja in razvojna okolja, ki sem jih uporabil
za razvoj aplikacije.
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3.3.1 Visual Studio Code
Visual Studio Code je urejevalnik kode podjetja Microsoft [13]. Uporabljal sem ga za
razvoj zalednega sistema. Vgrajeno ima podporo za JavaScript, TypeScript in Node.js
in ima bogat ekosistem razširitev za druge jezike (kot so C ++, C#, Java, Python, PHP,
Go) in izvajalnike kode (kot sta .NET in Unity). Na voljo je za operacijske sisteme
Windows, macOS in Linux.
3.3.2 Android Studio
Za razvoj aplikacije Android sem uporabljal razvojno orodje Android Studio [14]. Orodje
temelji na razvojnem okolju InteliJ IDEAi, ki je namenjen razvoju aplikacij Java. Za
razvoj skrbita Google in JetBrains. Android Studio je namenjen za razvoj aplikacij do-
morodnih aplikacij Android. Orodje omogoča pisanje logike aplikacije, prav tako pa ima
tudi vgrajenega čarovnik za kreiranje uporabnǐskih vmesnikov, ki uporabniku omogoča
vlečenje in spuščanje kontrolnih komponent. Poleg tega ima možnost predogleda upo-
rabnǐskih vmesnikov na različnih zaslonih. Ker predogledi niso vedno dovolj in se je
potrebno prepričati kako stvar izgleda na pravem zaslonu, je v Android Studiu integriran
Android Simulator, ki uporabniku omogoča postaviti virtualno instanco okolja Android.
Uporabnik izbere verzijo Androida, dodatno pa si lahko še določi velikost in resolucijo
zaslona.
3.3.3 Postman
Postman je orodje za pošiljanje zahtevkov preko protokola HTTP [15]. Uporablja se za
razvoj in testiranje programskih vmesnikov. Postman omogoča kreacijo zbirke zahtevkov
in samodejno ustvarjanje dokumentacije zahtevkov z opisi. V zbirki lahko definiramo
spremenljivke, npr. za naslov do strežnika, avtorizarcijski žeton ipd., tako ni potrebno
podatkov spreminjati na vsakem zahtevku posebej, ampak se vrednost spremenljivke
spremeni samo na enem mestu. Postman omogoča tudi dodajanje testnih scenarijev pri
zahtevkih.
3.3.4 Git
Git je brezplačen in odprtokoden sistem za kontrolo verzij [16]. Največje prednosti upo-
rabe sistema za kontrolo verzij sta hiter pregled sprememb v posamezni verziji izvorne
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kode in poenostavljeno delo v skupinah. Poleg tega pa je koda v repozitorju Git vedno
na voljo in se lahko uporablja tudi kot varnostna kopija celotne izvorne kode.

4 Razvoj aplikacije
To poglavje opisuje postopek razvoja aplikacije. Začel bom s predstavitvijo arhitekture
aplikacije, saj je naprej potrebno poznati povezave med različnimi deli aplikacije. Po tem
bom bolj podrobno opisal glavne 3 dele aplikacije. Prva bo na vrsti podatkovna baza in
njeno načrtovanje, sledi ji zaledni sistem, na koncu pa aplikacija Android.
4.1 Arhitektura aplikacije
Za arhitekturo aplikacije sem izbral večnivojsko arhitekturo, bolj natančno trinivojsko
arhitekturo sestavljeno iz predstavitvenega, logičnega in podatkovnega nivoja [17]. Na
sliki 4.1 so prikazani nivoji in povezave med njimi. V predstavitvenem nivoju se nahaja
grafični vmesnik (aplikacija Android), ki zahteva podatke iz logičnega nivoja. V logičnem
nivoju se nahaja zaledni sistem, ki procesira vse zahtevke iz predstavitvenega nivoja in
komunicira s podatkovno bazo na podatkovnem nivoju.
V večnivojski arhitekturi aplikacija postane bolj ranljiva, saj so segmenti aplikacije
ločeni, kar pomeni tudi več vstopnih točk za zlorabo. Zato je potrebno varnost zagoto-
viti na vsakem nivoju posebej. Na aplikacijskem nivoju se poveča varnost z uporabno
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Slika 4.1 3-nivojska arhitektura.
avtentikacije zahtevkov. Za avtentikacijo se lahko uporabi uporabnǐsko ime in geslo, av-
tentikacijski žeton ali certifikat. Na podatkovnem nivoju se prav tako naredi avtentikacija
uporabnika, poleg tega pa se uporabniku nastavi pravice.
Poleg varnosti na nivojih je potrebno poskrbeti še za varno komunikacijo med nivoji.
To se zagotovi z uporabo protokolov, ki uporabljajo enkripcijo SSL, na primer HTTPS
namesto HTTP. Dodatno pa se lahko na nivoju nastavi belo ali črno listo naprav ali
naslovov v požarnem zidu. Na belo listo se dodajo naslovi ali naprave, ki smejo dostopati
do nivoja. Napravam, ki niso na belem seznamu požarni zid prepreči dostop. Črna lista
je ravno obratno od bele liste. Do omrežja lahko dostopajo vsi razen tisti, ki niso v črnem
seznamu.
Prednosti večnivojske arhitekture so lažja stopnjevanost, bolj enostavno ponovno upo-
rabljanje dela aplikacije, integriteta podatkov in povečana varnost aplikacije, saj se lahko
na vsakem nivoju nastavi potrebne varnostne ukrepe. Slabost take arhitekture pa je
povečana kompleksnost dela, vendar prednosti pogosto pretehtajo slabosti.
4.2 Podatkovna baza
Za hrambo podatkov aplikacije sem uporabil podatkovno bazo. Podatkovna baza je
zbirka med seboj povezanih podatkov. Prednosti uporabe podatkovne baze so možnost
shranjevanja velikih količin podatkov, hiter prenos podatkov, hitre obdelave ter preo-
blikovanje podatkov. Podatkovne baze so sestavljene iz dveh vrst podatkov, in sicer iz
metapodatkov in fizične zbirke. Metapodatki opisujejo podatke v fizični zbirki, in sicer
o tem kje se nahajajo, kdaj so bili zadnjič spremenjeni, kdo in kdaj je do njih dostopal
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in kdo lahko dostopa do njih.
Podatkovni model je povezana zbirka konceptov namenjenih opisovanju in manipula-
ciji s podatki. Podatkovni model opredeljuje sintakso in semantiko stavkov formalnega
jezika, ki omogočajo:
definiranje sheme podatkovne baze (jezik DDL, omogoča opredeljevanje podatkov-
nih struktur in integritetnih omejitev);
izvajanje operacij ažuriranja podatkov in s tem spreminjanje stanja podatkovne
baze (jezik DML);
poizvedovanje po trenutnem stanju podatkovne baze (jezik QL, ki je del jezika
DML).
Pri podatkovnem modeliranju (glej sliko 4.2) se izvaja abstrakcija in poenostavitev
nekega segmenta realnega sveta [18]. Načrtovalec se usmeri na elemente, ki so bistveni
za uporabnike modela. Na osnovi modela se izdela podatkovna baza.
Slika 4.2 Postopek izdelave in uporabe podatkovnega modela.
Za svojo podatkovno bazo sem izbral entitetno relacijski podatkovni model, ki je naj-
bolj razširjen model. Na voljo so tudi relacijski, objektni, dokumentni in zvezdni modeli.
Obstajata tudi hierarhični in mrežni podatkovni model, ki pa se več ne uporabljata.
Entitetno relacijski model (angl. entity-relationship model) je sestavljen iz entitet,
atributov in relacij [19]. Entiteta je objekt iz realnega sveta, ki je ločen od ostalih objek-
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tov. Entiteta je podatkovni bazi predstavljena z množico atributov (lastnosti). Atribut je
podatkovni element, s katerim opǐsemo eno lastnost entitete. Relacije definirajo povezavo
med dvema ali več entitetami, ki lahko pripadajo različnim entitetnim množicam.
Slika 4.3 Fizični model podatkovne baze.
Na sliki 4.3 je prikazan fizični model s tabelami in relacijami med njimi. Podatkovna
baza je sestavljena iz štirih tabel, in sicer uporabniki, skupine, člani skupine in sporočila.
Pri načrtovanju sem se odločil, da binarnih podatkov ne bom shranjeval v podatkovno
bazo, ampak raje na disk in v bazo samo zapisal referenco na datoteko. V primeru
pisanja binarnih datotek neposredno v bazo se velikost baze hitro povečuje, kar posledično
pomeni večje varnostne kopije in dalǰsa izdelava le-teh.
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4.3 Zaledni sistem
Zaledni sistem je del aplikacije, ki se nahaja v logičnem nivoju trinivojske arhitekture. Ta
skrbi za komunikacijo med predstavitvenim nivojem (aplikacija Android) ter podatkovno
bazo v podatkovnem nivoju. Pri razvoju zalednega sistema sem se odločil, da bom
uporabil ogrodje Laravel [5], ki je eden izmed najbolj popularnih ogrodij za izdelavo
spletnih aplikacij v jeziku PHP. Za ogrodje Laravel sem se odločil, ker imam z njim
največ izkušenj in je njegova rešitev Eloquent za uporabo modelov zelo elegantna in
lahka za uporabo.
4.3.1 REST
Za arhitekturo zalednega sistema sem izbral arhitekturni stil REST, ki je zadnjih nekaj
let že zlati standard spletnih storitev [20]. REST je prvič predstavil Roy Fielding leta
2000 v svoji doktorski disertaciji [21]. Stil opredeljuje nabor šestih principov, ki jih je
treba upoštevati pri razvoju spletne storite:
Odjemalec-strežnik: z ločitvijo uporabnǐskega vmesnika in shranjevanjem po-
datkov se izbolǰsa prenosljivost uporabnǐskega vmesnika na več platformah. Zaradi
poenostavite komponent strežnika se tudi izbolǰsa razširljivost.
Brez stanj: vsaka zahteva od odjemalca do strežnika mora vsebovati vse informa-
cije, potrebne za razumevanje zahteve, in ne more uporabiti nobenega shranjenega
konteksta na strežniku. Stanje seje je zato v celoti na strani odjemalca.
Predpomnilnik: omejitve predpomnilnika zahtevajo, da so podatki v odgovoru
na zahtevo implicitno ali izrecno označeni, da jih je možno predpomniti. Če je odziv
mogoče predpomniti, ima odjemalčev predpomnilnik pravico do ponovne uporabe
teh podatkov odziva za pozneǰse enakovredne zahteve.
Enotni vmesnik: z uporabo splošnega načela programskega inženiringa za vme-
snik komponent se celotna sistemska arhitektura poenostavi in izbolǰsa vidnost
interakcij. Da bi dobili enoten vmesnik, je potrebno več arhitekturnih omejitev za
vodenje vedenja komponent.
Večplastni sistem: slog slojevitega sistema omogoča, da je arhitektura sestavljena
iz hierarhičnih slojev z omejevanjem vedenja komponent, tako da vsaka komponenta
ne more dostopati od neposredne plasti, s katero komunicira.
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Koda na zahtevo (neobvezno): REST omogoča razširitev funkcionalnosti odje-
malca s prenosom in izvajanjem kode v obliki programčkov ali skript. To poenostavi
odjemalce z zmanǰsanjem števila funkcij, ki jih je treba predhodno uvesti.
Vsa komunikacija s spletno storitvijo REST poteka po protokolu HTTP. Zahteva se
pošlje od odjemalca na strežnik v obliki spletnega naslova URL . Po tem se odgovor
vrne s strežnika v obliki vira, ki je lahko kakršenkoli HTML, XML ali JSON. Dandanes
je najbolj priljubljena oblika JSON. Za dostop do virov se običajno uporabljajo metode
zahtevka protokola HTTP in sicer POST za ustvarjanje, GET za branje, PUT za urejanje
in DELETE za brisanje. Tem operacijam se reče tudi operacije CRUD za manipulacijo
s podatkovnimi bazami.
4.3.2 Usmernik
Vstopne točke zalednega sistema se v ogrodju Laravel nastavijo s pomočjo konfiguracije
datoteke, ki jo prikazuje Izsek kode 4.1. V tej datoteki se določi, kateri kontrolnik oziroma
katera metoda kontrolnika se uporabi za posamezen klic glede na njegov naslov in metodo
HTTP.
1 <?php
2 Route::post(’register ’, ’API\RegisterController@register ’);
3 Route::post(’login’, ’API\LoginController@login ’);
4
5 Route:: middleware(’auth:api’)->group( function () {
6 Route::post(’logout ’, ’API\LoginController@logout ’);
7 Route:: resource(’user’, ’API\UserController ’);
8 Route:: resource(’fcm_token ’, ’API\FirebaseTokenController ’);
9 Route:: resource(’messages ’, ’API\MessageController ’);
10 Route:: resource(’groups ’, ’API\GroupController ’);
11 Route:: resource(’group_members ’, ’API\GroupMembersController ’);
12 });
13 ?>
Izsek kode 4.1 Konfiguracijska datoteka usmernika.
V konfiguracijski datoteki sem najprej določil poti za registracijo in prijavo uporab-
nika. Pri teh dveh poteh sem določil, da veljata samo za zahtevke z metodo POST in
da sta dosegljiva na naslovih register in login. Za zahtevke za registracijo se uporabi
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logika zapisana v kontrolniku RegisterController in sicer v metodi register. Za zahtevke
za prijavo pa metoda login v kontrolniku LoginController.
Ostale klice sem družil v skupino. Skupno tej skupini je to, da je za zahtevke potrebna
avtentikacija. Za preverjanje avtentikacije sem uporabil vmesno opremo. Ta vmesna
oprema preverja, če je avtentikacija veljavna in ustrezno odreagira. Če avtentikacija ni
veljavna vrne odgovor, da je avtentikacija nepravilna, sicer posreduje zahtevek naprej
na podan kontrolnik. V tej skupini so tudi definirane poti kot sredstvo. To pomeni,
da kontrolnik vsebuje že nekatere standardne metode, ki se uporabijo glede na metodo
zahtevka HTTP. V tabeli 4.1 so opisane katere metode se uporabijo glede na vstopne
parametre.
Ime metode Opis metoda HTTP URI
index() vrne podatke vseh foo zapisov GET /foo
show() vrne podatke foo zapisa GET /foo/id
store() kreiranje novega foo zapisa POST /foo
update() sprememba foo zapisa PUT/PATCH /foo/id
destroy() izbris foo zapisa DELETE /foo/id
Tabela 4.1 Opis privzetih metod v kontrolniku.
4.3.3 Kontrolnik
V kontrolnikih se nahaja poslovna logika aplikacije, ki je bistveni del zalednega sistema.
Na primer, v metodi register kontrolnika RegisterController, ki jo prikazuje Izsek kode
4.2, je opredeljena logika za registracijo novega uporabnika. Metoda deluje tako, da naj-
prej preveri, če so v zahtevku podani vsi potrebni podatki. V tem primeru so ti podatki
naziv uporabnika, naslov email, geslo ter potrditveno geslo. Za validacijo vhodnih po-
datkov sem uporabil Laravelov Validator, kot vnosne parametre sem podal vse podatke
zahtevka ter pravila za validacijo. Pravila za validacijo so definirana v obliki seznama
PHP, kjer ključ predstavlja naziv vhodnega parametra, vrednosti pa opredeljuje pravila.
Če je validacija neuspešna, se kreira odgovor z napakami, sicer pa se s pomočjo modela
User v bazi kreira nov uporabnik, nato pa se preveri, če je bil zapis v bazo uspešen ali
ne. Če je bil zapis uspešen, se generira še nov zahtevek za prijavo uporabnika. Sicer pa
se vrne odgovor z napako. Na tak način so narejene vse metode znotraj kontrolnikov.
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1 public function register(Request $request ){
2 // validate input data
3 $validator = Validator ::make($request ->all(), [
4 ’name’ => ’required ’,
5 ’email’ => ’required|email|unique:users ,email ’,
6 ’password ’ => ’required ’,
7 ’c_password ’ => ’required|same:password ’,
8 ]);
9 // check validator
10 if($validator ->fails ()){
11 return $this ->sendError(’Error.’, $validator ->errors ());
12 }
13
14 // create new user
15 $user = User:: create ([
16 ’name’ => $request[’name’],
17 ’email’ => $request[’email’],
18 ’password ’ => bcrypt($request[’password ’]),
19 ]);
20
21 // check if user was created successfully
22 if ($user ->exists) {
23 $request ->request ->add($request ->all ());
24 $proxy = Request :: create(’oauth/token’, ’POST’);
25 return Route :: dispatch($proxy );
26 } else {
27 return Response ::make("DB error", 500);
28 }
29 }
Izsek kode 4.2 Metoda register v kontrolniku RegisterController.
4.3.4 Model
Modeli so razredi, ki omogočajo enostavno manipulacijo z bazo in delo s podatki. Lara-
vel lahko že sam ugotovi, za katero tabelo v bazi gre, če je model poimenovan enako kot
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tabela sicer pa je potrebno definirati za katero tabelo gre. V Izseku kode 4.3 je primer
razreda User. User razširjuje razred Authenticatable, ki je Laravelova razširitev razreda
Model z dodatnimi funkcionalnosti za avtentikacijo uporabnikov. V modelu je potrebno
nastaviti nekaj spremenljivk, te so fillable, hidden in casts. V spremenljivki fillable so
podani atributi tabele, v katere model lahko vpisuje podatke. Hidden vsebuje seznam
atributov, ki se ignorirajo pri izpisih, npr. da se ob poizvedbi o uporabnikh ne izpisujejo
gesla. Zadnja spremenljivka, ki jo je dobro nastaviti je casts. Ta pove, v kakšen podat-
kovni tip naj se pretvori atribut.
1 class User extends Authenticatable{
2 // The attributes that are mass assignable.
3 protected $fillable = [
4 ’name’, ’email ’, ’password ’,
5 ];
6
7 // The attributes that should be hidden for arrays.
8 protected $hidden = [
9 ’password ’, ’remember_token ’, ’fcm_token ’,
10 ];
11
12 // The attributes that should be cast to native types.
13 protected $casts = [
14 ’email_verified_at ’ => ’datetime ’,
15 ];
16
17 // Groups that user is a part of.
18 public function groups (){
19 return $this ->belongsToMany(’App\Group’, ’group_members ’);
20 }
21 }
Izsek kode 4.3 Model User.
V modelu je možno določati tudi relacije. V modelu User je narejena funkcija gro-
ups, ki vrača seznam modelov Group, v katerih je prisoten uporabnik. Funkcija groups za
pridobivanje uporabnikov uporablja Laravelovo metodo za upravljanje z relacijami mo-
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delov belongsToMany. Ker je relacija med skupino in uporabnikom mnogo proti mnogo,
je kot drug vhodni parameter podana vmesna tabela group members. Za avtomatsko
preslikavo med tabelami, morajo biti v tej tabeli ustrezno poimenovani tuji ključi. Med
najbolj popularnimi metodami za upravljanje z relacijami so poleg belongsToMany še
belongsToOne, hasMany in hasOne.
4.4 Uporabnǐski vmesnik
Uporabnǐski vmesnik je programska oprema, ki jo uporabnik uporablja za delo z apli-
kacijo. Uporabnǐski vmesniki se delijo na vmesnike CLI. To so vmesniki znotraj ukazne
vrstice, ki za splošne uporabnike niso najbolj primerni, ter pa GUI vmesnik, ki so sesta-
vljen iz grafičnih podob, kot so na primer gumbi, vnosna polja za besedila, slike, meniji,
ki so uporabnikom prijazni in enostavni za uporabo.
Za uporabnǐski vmesnik sem odločil, da bom naredil aplikacijo Android, saj se večina
današnje komunikacije odvija preko mobilnih naprav. Pri kreiranju uporabnǐskega vme-
snika sem najprej poiskal nekaj primerov podobnih aplikacij, kot so npr. Facebook Mes-
senger, Telegram, Signal in Viber. Vse te aplikacije imajo skupno, da se mora uporabnik
prijaviti v aplikacijo, si vpisati podatke svojega profila ter opcijsko zamenjati sliko profila.
Ko ima uporabnik kreiran profil, se lahko pogovarja s preostalimi uporabniki aplikacije.
Aplikacije omogočajo ustvarjanje skupin, to so pogovori, kjer je prisotnih več udeležencev.
Skupinam je možno določiti naziv in pa tudi prikazno sliko, v nekaterih aplikacijah pa je
možno tudi spremeniti barve ključnih grafičnih elementov. V samih pogovorih se lahko
pošiljajo besedila ali priloge, kot so razne slike ali videoposnetki.
4.4.1 Aktivnosti
Aktivnost predstavlja posamezen zaslon uporabnǐskega vmesnika aplikacije. Aktivnost
v aplikaciji Android je tako zelo podobna oknu v namizni aplikaciji. Aplikacija Android
lahko vsebuje eno ali več aktivnosti, kar pomeni enega ali več zaslonov. Aplikacija se
začne s prikazom glavne aktivnosti, od tam pa aplikacija lahko omogoča odpiranje do-
datnih aktivnosti. V mojem primeru se ob zagonu zažene LauncherActivity, ki preveri,
če je uporabnik že prijavljen v aplikacijo. V kolikor je uporabnik že prijavljen, ga pre-
usmeri naprej na MainActivity, kjer je seznam njegovih pogovorov. Če uporabnik še
ni prijavljen, ga LauncherActvitiy preusmeri na LoginActivity, kjer se uporabnik lahko
prijavi v aplikacijo. V kolikor še nima uporabnǐskega računa, je na oknu tudi gumb za
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preusmeritev na aktivnost RegisterAcitivity, ki uporabniku omogoča registracijo.
Za aktivnost je potrebno narediti postavitev zaslona, ki se prikaže uporabniku. An-
droid to rešuje z uporabo datoteke XML, v kateri so po določenem standardu, ki ga vodi
Google, definirana pravila. V datoteki XML se določi, katere grafične komponente so pri-
kazane na zaslonu. Grafičnim komponentam je možno nastaviti mnogo atributov. Glavni
med njimi so id (ki se uporablja za identificiranje komponent v sami logiki aplikacije),
postavitev, velikost, barve, stil ter še mnogo drugih. Za lažje delo je v Android Studiu
narejeno tudi grafično orodje za oblikovanje postavitev. Na Sliki 4.4 je zaslonska slika
tega orodja. To orodje omogoča dodajanje komponent s pomočjo izbire komponent iz
seznama. Prav tako pa je zelo enostavno urejanje postavitve komponent za zaslonu, saj
jih je možno vleci po zaslonu. Orodje za izgradnjo postavitev omogoča tudi predogled
postavitve na različnih dimenzijah zaslonov, kar omogoča enostavneǰso podporo večjemu
številu naprav.
Slika 4.4 Primer postavitve za aktivnost RegisterActivity.
4.4.2 Uporaba orodja Butterknife
Ko je postavitev narejena, je v aktivnosti potrebno kontrolnikom dodati še logiko. Za
povezavo kontrolnikov sem si pomagal s knjižnico Butterknife. V Izseku kode 4.4 je
prikazana uporaba knjižnice Butterknife. Butterknife poenostavi preslikavo grafičnih
komponent iz postavitve v kodo, tako da se s pomočjo ukaza BindView pri deklaraciji
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spremenljivke določi tudi id komponente v pogledu. Na ta način ni potrebno vsake kom-
ponente posamično inicializirati, ampak se ob klicu metode ButterKnife.bind inicializirjo
same. Tako je koda bolj enostavna in berljiva. Butterknife omogoča tudi dodajanje ro-
kovalnika dogodkov za klik z metodami znotraj aktivnosti, ki se izvedejo ob kliku gumba.
Pri deklaraciji metode se doda ukaz OnClick z vhodnim parametrom id kontrolnika.
1 public class RegisterActivity extends AppCompatActivity {
2 @BindView(R.id.name) EditText mEtName;
3 @BindView(R.id.username) EditText mEtUsername;
4 @BindView(R.id.password) EditText mEtPassword;
5 @BindView(R.id.passwordConfirm) EditText mEtPasswordConfirm;
6
7 @Override








16 void register (){ ... }
17
18 @OnClick(R.id.login)
19 void login (){ ... }
20 }
Izsek kode 4.4 Primer uporabe Butterkniife orodja v aktivnosti RegisterActivity.
4.4.3 Komunikacija z zalednim sistemom
Ker aplikacija deluje po arhitekturi odjemalec-strežnik, je za pošiljanje in pridobivanje
podatkov potrebna komunikacija z zalednim sistemom. Za komunikacijo sem uporabil
knjižnico Retrofit. Retrofit za izvajanje klicev uporablja nadgradnjo knjižnice OkHttp, ki
omogoča enostavo kreiranje zahtevkov HTTP. Klient OkHttp omogoča združevanje po-
vezav, avtomatsko optimizacijo velikosti zahtevkov z uporabo stiskanja, predpomnenje,
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okrevanje po težavah z omrežjem, ponovno pošiljanje neuspešnih zahtevkov ter ima pod-
pora za sinhrono in asinhrono pošiljanje zahtevkov. Velika prednost uporabe Retrofita je
enostavno in pregledno izvajanje zahtevkov HTTP , saj se izvajajo kot metode Java. Me-
todam se določi katera metoda HTTP naj se uporabi pri pošiljanju zahtevka. V Izseku
kode 4.5 je prikazan primer metode za registracijo uporabnika. Uporabil sem metodo
POST in naslov URI /register. Prav tako je možno nastaviti vrsto poslane vsebine. Ker
gre za metodo POST sem nastavil, da gre za FormUrlEncodedn, kar se v ozadju pretvori
v application/x-www-form-urlencoded. Pri klicih, kjer se pošilja večja količino podatkov
(npr. slike), sem uporabil multipart vrsto vsebine. Pri zahtevkih, ki so tipa form, je
potrebno vhodnim parametrom nastaviti tudi, v katere ključe naj se ti prevedejo. To se
naredi tako, da se vhodnim parametrom doda še ukaz Field, ki vsebuje naziv željenega
ključa v zahtevku HTTP.
1 @POST("register")
2 @FormUrlEncoded
3 Call <Token > register(
4 @Field("name") String name ,
5 @Field("email") String username ,
6 @Field("password") String password ,
7 @Field("c_password")String passwordConfirm
8 );
Izsek kode 4.5 Primer defincicije klica api za registracijo uporabnika.
Pri deklaraciji metode je potrebno določiti tudi kaj metoda vrne. Ponavadi so to
objekti POJO, ki so enostavni Java objekti in so namenjeni zgolj za definiranje entitet.
Ti objekti nimajo nobenih metod, razen tistih za branje vrednosti spremenljivk. Objekti
POJO se uporabljajo za povečanje berljivosti in ponovne uporabnosti programa. Po-
stali so razširjeni, ker jih je enostavno pisati in razumeti. V Izseku kode 4.6 je izpisan
razred Token, ki ga vrne klic za registracijo. Vsebuje zgolj eno spremenljivko, in sicer
access token, ki beleži vrednosti OAauth2 žetona, in eno metodo za pridobivanje vredno-
sti žetona. Retrofit tudi samodejno opravi pretvorbo razredov iz odgovorov JSON. Za
delovanje tega je potrebno poimenovati spremenljivke objektov POJO enako, kot so v
odgovoru JSON, ali pa jim z dodatnimi ukazi določiti prevode.
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1 public class Token {
2 private String access_token;
3




Izsek kode 4.6 Objekt POJO Token.
Za sam klic je v aktivnosti najprej potrebno inicializirati novo instanco Retrofita.
Instanca Retrofit se kreira s pomočjo metode Builder. Ta potrebuje naslov do zalednega
sistema, klienta OKHttp za pošiljanje zahtevkov in pa še opcijsko konverter za zahtevke.
Ker je pri zahtevkih po prijavi uporabnika potrebna tudi avtentikacija, sem naredil dve
različna klienta OKHttp. Prvi se uporablja za pošiljanje zahtevkov za prijavo in registra-
cijo. Pri tem se ne določi nič posebnega. Pri drugem, ki se uporablja pri vseh klicih, kjer
je potrebna tudi avtentikacija uporabnika, sem klientu OKHttp dodal še prestreznik, ki
ob vsakem pošiljanju zahtevka v glavo paketa doda polje za avtentikacijo z vrednostjo
žetona OAuth2, ki ga je naprava prejela ob uspešni prijavi.
Ko je instanca Retrofit kreirana, jo je potrebno še zvezati s prej definiranimi metodami
v razredu ApiService. Sedaj se lahko enostavno naredi novi klic za registracijo s klicem
metode register. Nato se klic z metodo enqueue doda še v čakalno vrsto storitve za
pošiljanje zahtevkov. Tu je potrebno, kaj se zgodi ob povratnem klicu, in sicer je potrebno
prepisati metodi onResponse in onFailure. Metoda onResponse se sproži, ko aplikacija
dobi odgovor od zalednega sistema, onFailure pa ko na poslan zahtevek ni prejetega
odgovora. Pri metodi onResponse je potrebno dodatno preveriti, če je bil klic uspešen.
To sem naredil tako, da sem v odgovoru klical metodo isSuccessful, ki pove, če je bila
koda HTTP odgovora enaka 2XX. Če je bil odgovor uspešen, je s klicem metode body
tudi zelo enostavno dobiti objekt POJO, ki ga vrne zaledni sistem.
Ker se klici izvajajo asinhrono in lahko uporabnik aplikacijo ugasne preden klic dobi
odgovor, se lahko zgodi, da so po nepotrebnem na telefonu še vedno porabljeni viri. Ta
problem sem rešil s klicem metode call.cancel() v metodi onDestroy (glej Izsek kode 4.7).
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1 // create Retrofit instance






8 // link Retrofit with ApiService
9 ApiService service = retrofit.create(ApiService.class);
10
11 // make new register call
12 Call <Token > call = service.register(name , username , pswrd , pswrdC );
13 call.enqueue(new Callback <Token >() {
14 @Override
15 public void onResponse(Call <Token > call , Response <Token > rsp) {
16 if(rsp.isSuccessful ()){
17 Token token = rsp.body ();
18 ...
19 }








28 protected void onDestroy () {
29 super.onDestroy ();
30 if(call != null){ call.cancel (); }
31 }
Izsek kode 4.7 Primer uporabe knjižnice Retrofit.
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4.4.4 Temni način
V zadnjih nekaj letih je popularnost temnega načina zelo narasla. Zato sem se odločil,
da bom sledil trendom in ga tudi sam implementiral. V kolikor je tematski stil aplika-
cij nastavljen na Theme.AppCompat.DayNight, aplikacija že samodejno spremeni barvo
ozadja, če je na telefonu vklopljen temni način. Vendar pa to ni bilo dovolj, saj se modri
gumbi v aplikaciji niso dobro videli na temnem ozadju. Zato sem moral narediti še, da
se spremeni primarna barva elementov. Eden od načinov implementacije avtomatskega
spreminjanja barv je kreiranje novega direktorija value-night, iz katerega potem aplika-
cija prepǐse privzete nastavitve v direktoriju value, če je vklopljen temni način. Ena od
datotek znotraj direktorija je colors.xml v kateri so nastavljene vrednosti barv v aplika-
cij. Med njimi je tudi PrimaryColor, ki je privzeta barva pri risanju gumbov ter ostalih
elementov. Na Sliki 4.5 je primerjava zaslonske slike v navadnem in temnem načinu.
Slika 4.5 Primer izgleda uporabnǐskega vmesnika v temnem načinu (slika desno).
4.4.5 Obvestila
Večina aplikacij pri komunikaciji med uporabniki uporablja tudi obvestila. Obvestila
uporabniku izbolǰsajo uporabnǐsko izkušnjo tako, da je takoj obveščen, da je prejel novo
sporočilo in mu tako ni potrebno neprestano odpirati aplikacije in preverjati če je kaj
novega ali ne. Obvestila o novih sporočil sem implementiral s pomočjo Googlove storitve
FCM. Storitev FCM deluje tako, da vsaka naprava dobi žeton, ki velja kot identifikator
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v storitvi FCM. Ob generiranju novega obvestila na storitvi FCM pa se poda seznam
prejemnikov, tj. žetonov kamor se obvestilo pošlje.
Ker mora biti v moji aplikaciji uporabnik za prejemanje obvestil prijavljen, sem na-
redil, da se žeton FCM generira šele ob prijavi. Po uspešni prijavi aplikacija Android
zalednemu sistemu sporoči nazaj nov žeton FCM za prijavljenega uporabnika. Ob vsa-
kem novem sporočilu se na zalednem sistemu generira še zahtevek za pošiljanje obvestila
na storitev FCM. Prejemniki obvestil pa so vsi preostali člani skupine.
Na Sliki 4.6 je primer prejetega obvestila. V naslovu obvestila je podan naziv skupine,
v kateri je bilo sporočilo napisano. V telesu obvestila je zapisan naziv pošiljatelja in
njegovo sporočilo. V primeru, da je bila poslana slika, je zapisano, da je uporabnik
poslal novo priponko.
Slika 4.6 Primer prejetega obvestila.

5 Primer uporabe
V tem poglavju je prikazan primer uporabe aplikacije Android in kaj se dogaja v aplikaciji
pri posameznem pogledu.
5.1 Registracija in prijava
Za uporabo aplikacije je potrebno ustvariti uporabnǐski račun. Ob prvem zagonu apli-
kacije se uporabniku prikaže pogled za registracijo. Uporabnik mora vnesti naziv, email
(velja kot uporabnǐsko ime profila), geslo ter potrditveno geslo. Ko uporabnik vnese
vse podatke, se v zalednem sistemu zabeleži nov uporabnik. Izvrši pa se tudi prijava s
pomočjo tehnologije OAuth2. Aplikacija si zapomni uporabnikov žeton OAuth2 in ga
nato preusmeri naprej na okno glavne aplikacije, kjer lahko začne uporabljati aplikacijo.
Ob vsakem naslednjem zagonu aplikacija preveri, če je uporabnik že prijavljen in če je
njegov žeton OAuth2 aktiven. V kolikor je, se ponovno naredi preusmeritev na glavni del
aplikacije, sicer pa se odpre okno za prijavo. Na Sliki 5.1 sta primera pogleda za prijavo
in registracijo.
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Slika 5.1 Pogleda za registracijo (levo) in prijavo (desno).
5.2 Urejanje profila
Uporabnik lahko v nastavitvah profila spremeni sliko in naziv. Za spremembo upo-
rabnǐske slike je potrebno klikniti na trenutno uporabnǐsko sliko. V kolikor uporabnik
nima nastavljene slike, se prikaže privzeta slika. Ob kliku na uporabnǐsko sliko se odpre
privzeta aplikacija za pregled slik, preko katere lahko uporabnik izbere sliko. Izbrana
slika se pošlje na zaledni sistem, kjer se shrani na disk z nekim naključno generiranim
imenom. Ključ se strani v podatkovno bazo. Za spremembo naziva uporabnǐska imena
uporabnik pritisne na trenutno ime. Tedaj se mu odpre pogovorno okno za vpis novega
imena. Na Sliki 5.2 je prikazana sprememba podatkov uporabnǐskega profila.
Slika 5.2 Primer urejanja profila. Na levi zaslonski sliki je uporabnǐski profil pred urejanjem. Na sredinski sliki je prikazano
pogovorno okno za spreminjanje naziva. Desno pa je primer uporabnǐskega profila po urejanju.
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5.3 Skupine
Vsi pogovori so vezani na skupine. Uporabnik lahko dostopa do skupin na glavnem
zaslonu. Tam so prikazane vse skupine, v katerih je prisoten. Za vsako skupino je
izpisan naziv skupine, slika skupine in zadnje sporočilo ter naziv osebe, ki ga je poslala.
Uporabnik lahko tudi ustvari novo skupino s klikom na gumb + v spodnjem desnem
kotu. Ob kliku se odpre okno za vnos naziva skupine nove skupine. Ob potrditvi se na
zalednem sitemu kreira nova skupina s privzeto sliko in barvo skupine. Dodatno se v
seznam članov skupine doda še uporabnika, ki je kreiral skupino. Na Sliki 5.3 je prikazan
seznam skupin v glavnem meniju in pogovorno okno za ustvarjanje nove slike.
Slika 5.3 Seznam skupin (levo) in okno za ustvarjanje nove skupine (desno)
5.4 Nastavitve skupine
Vsaka skupina ima tudi svoje nastavitve. Skupini je mogoče določiti sliko, naziv, barvo
skupine in dodati nove člane skupine. Sprememba slike in naziva skupine je kot pri
urejanju uporabnǐskega profila. Za spremembo barve skupine je potrebno klikniti na
barvno piko s šestnajstǐsko vrednostjo barve pod nazivom. Ob kliku se odpre novo okno
za izbiranje barve. Uporabnik izbere željeno barvo, nato pa lahko še spremeni odtenek te
barve. Izbrana barva se uporabi pri izrisu raznih gumbov, ikon ter pri besedilnih oblačkih
poslanih sporočil. Besedilni oblački prejetih sporočil ostanejo enake sive barve.
V nastavitvah lahko uporabnik doda novega člana v skupino z klikom na gumb ”Add”.
Ta odpre novo pogovorno okno, v katerem je vnosno polje za iskanje ostalih uporabnikov.
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Ko uporabnik vnese vsaj 2 znaka, se mu prikaže seznam uporabnikov, ki vsebujejo vpisan
niz v njihovih nazivih. Uporabnik potem iz seznama izbere, katerega uporabnika želi
dodati v skupino ter pritisne na gumb za dodajanje. Na Sliki 5.4 je prikazana sprememba
nastavitev skupine.
Slika 5.4 Primer urejanje skupine. Na prvi sliki z leve je zaslonska slika pred začetkom urejanja. Na drugi sliki je pogovorno
okno za spreminjanje barve skupine. Tretja slika prikazuje pogovorno okno za dodajanje novega uporabnika. Na
zadnji sliki je zaslonska slika skupine po urejanju.
5.5 Sporočila
Ob izbiri skupine se uporabniku odpre pogled sporočil. Primer tega pogleda je na Sliki
5.5. Na levi strani so sivo obarvani besedilni oblački, ki predstavljajo prejeta sporočila.
Na desni strani so besedilni oblački, ki so obarvani glede na to, kakšno barvo ima na-
stavljeno skupina. Barva besedila znotraj oblačka se samodejno prilagodi glede na to
kako svetla je izbrana barva. Če je barva ozadja oblačka svetla, se za besedilo izbere
temna barva, pri temnih oblačkih pa je barva besedila svetla. Tako je razlika med barvo
besedila in oblačka vedno dovolj kontrastna, da uporabnik lahko brez problema prebere
sporočilo.
Pri prejetem sporočilu je izpisan naziv osebe, ki je poslala sporočilo, njena slika in
čas poslanega sporočila. V kolikor je ista oseba poslala dve ali več sporočili zapored, se
ime in slika ne izpǐseta za vsako sporočilo ampak samo pri prvem. Če pa je vmes novo
sporočilo druge osebe se ponovno izpǐse naziv in slika pošiljatelja.
V pogovoru je možno poslati dve vrsti sporočil. Prva vrsta sporočila je besedilo. Za
pošiljanje besedila uporabnik željeno sporočilo vnese v vnosno polje na dnu zaslona. Ko
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je končal z vnosom pritisne na gumb s ikono puščice. Ta vpisano besedilo pošlje na
zaledni sistem. Druga vrsta sporočil je slika. Slika se pošlje tako, da uporabnik pritisne
na gumb z ikono slike na levi strani vnosnega polja. Ob kliku na gumb se odpre privzeta
aplikacija za pregled slik. Če privzeta aplikacija ni nastavljena, sistem vpraša, katero
aplikacijo odpre. Uporabnik nato izbere sliko, ki jo želi poslati in aplikacija Android v
odgovor dobi naslov URI te slike ter jo prebere iz pomnilnika naprave. Da se zmanǰsa
prenos količine podatkov, se pred pošiljanjem slika tudi nekoliko skompresira.
Slika 5.5 Zaslonska slika pogovora.

6 Zaključek
Konča rešitev je aplikacija za pošiljanje sporočil in slik med uporabniki. Aplikacija
omogoča kreiranje skupin uporabnikov, v kateri se lahko vsi člani med seboj pogovar-
jajo. V kolikor uporabnik nima odprte aplikacije v trenutku prejetega sporočila dobi
tudi obvestilo o novem sporočilu preko obveščevalnega sistema na napravah z operacij-
skim sistemom Android. Za uporabnike, ki imajo raǰsi aplikacije v temnem načinu, ima
aplikacija Android podprti temni način. Ker si uporabniki radi prilagodimo stvari, da so
nam čimbolj všeč, sem dodal še možnost, da si uporabnik lahko sam določi kakšne barve
bodo glavni grafični elementi skupine.
Seznam nekaterih izbolǰsav in novih funkcionalnosti, ki bi jih v prihodnosti še lahko
dodal, je sledeč:
odstranjevanje uporabnikov iz skupine;
določanje pravice uporabnikom v skupinah (kdo lahko dodaja ali odstranjuje upo-
rabnike; možnost. spreminjanja nastavitev skupine);
možnost pridruževanje skupine (iskanje skupine iz seznama skupin, iskanje skupine
po nazivu ali IDju. pridruževanje z skeniranjem QR kode);
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podpora za pošiljanje več tipov priponk (dokumenti, videi);
podpora za klic;
podpora za video klic;
podpora za brisanje/popravljanje sporočil.
Literatura
[1] Signal Server, Dosegljivo: https://github.com/signalapp/Signal-Server [Dosto-
pano 11.1.2020]
[2] Apache HTTP Server, Doseglivno: https://httpd.apache.org [Dostopano
11.1.2020]
[3] MySQL, Doseglivno: https://www.mysql.com [Dostopano 11.1.2020]
[4] What is PHP, Dosegljivo: https://www.php.net/manual/en/intro-whatis.php
[Dostopano 29.12.2020]
[5] An Introduction about Laravel Framework, Dosegljivo: http://mrbool.com/
an-introduction-about-laravel-framework/26410 [Dostopano 29.12.2020]
[6] About FCM messages, Dosegljivo: https://firebase.google.com/docs/
cloud-messaging/concept-options [Dostopano 29.12.2020]
[7] Application Fundamentals, Dosegljivo: https://developer.android.com/guide/
components/fundamentals [Dostopano 29.12.2020]
[8] Butterknife, Doseglivno: https://jakewharton.github.io/butterknife [Dosto-
pano 12.1.2021]
[9] Retrofit, Doseglivno: https://square.github.io/retrofit [Dostopano
30.12.2020]
[10] What is JSON?, Dosegljivo: https://www.w3schools.com/whatis/whatis_json.
asp [Dostopano 30.12.2020]




[12] ColorPicker, Dosegljivo: https://github.com/duanhong169/ColorPicker [Dosto-
pano 30.12.2020]
[13] Visual Studio Code, Dosegljivo: https://code.visualstudio.com [Dostopano
11.1.2020]
[14] Android Studio, Dosegljivo: https://developer.android.com/studio [Dostopano
11.1.2020]
[15] Postman, Dosegljivo: https://www.postman.com [Dostopano 11.1.2020]
[16] Git, Dosegljivo: https://git-scm.com [Dostopano 11.1.2020]
[17] N Tier(Multi-Tier), 3-Tier, 2-Tier Architecture, Dosegljivo: https://www.guru99.
com/n-tier-architecture-system-concepts-tips.html [Dostopano 2.1.2021]
[18] Podatkovni model, Dosegljivo: http://colos.fri.uni-lj.si/ERI/
RACUNALNISTVO/PODATKOVNE_BAZE/podatkovni_model.html [Dostopano 2.1.2021]
[19] Podatkoivni model entiteta-razmerje, Iztok Savnik, Dosegljivo: https://osebje.
famnit.upr.si/~savnik/predmeti/NPB/npb3-er.pdf [Dostopano 2.1.2021]
[20] REST Architectural Constraints, Dosegljivo: https://restfulapi.net/
rest-architectural-constraints/ [Dostopano 2.1.2021]
[21] Fielding, Roy Thomas, REST: architectural styles and the design of network-based
software architectures, Doktorska disertacija, University of California, 2000
