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Abstract: In recent decades many attempts have been made at the solution of JSSP using a varied range of tools and techniques such as Branch and Bound at one end of the spectrum and Heuristics at the other end. However, the literature reviews suggest that none of these techniques are sufficient on their own to solve this stubborn problem. Hence, it is postulated that a suitable solution method will have to exploit the key features of several strategies. We present here one such solution method incorporating Genetic Algorithm and Tabu Search.  The rationale behind using such a hybrid method as in the case of other systems which use GA and TS is to combine the  diversified global search and intensified local search capabilities of GA and TS respectively. The hybrid model proposed here also further employs many small but important features such as powerful chromosome representation, effective genetic operators, restricted neighbourhood strategies and efficient search strategies along with innovative initial solutions.  The combined impact of these features resulted in the system solving several benchmark problems optimally, which has been discussed elsewhere. In this paper we bring out the system’s practical usage aspect and demonstrate that the system is equally capable of solving real life Job Shop problems. 
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1. INTRODUCTION AND BACKGROUND TO SCHEDULING

	In the present competitive world, scheduling plays a critical role in the competency of organisations. The solution to the job shop scheduling problem (JSSP) has a strong practical implication as many manufacturing organisations may fit the definition of a job shop. The JSSP problem is considered to be a good representation of the general domain of combinatorial problems and hence a proven solution strategy will have an impact on finding solutions to wide ranging problems. The generic nature of the problem, coupled with its reputation for being notoriously difficult to solve, has led to the JSSP  being probably the most studied and well-developed problem in deterministic scheduling theory, serving as a comparative test-bed for different solution techniques. 
	The current wave of research in scheduling theory has evolved over the past fifty years and has resulted in a wide variety of papers discussing techniques that vary from unrefined dispatching rules to highly sophisticated bottleneck based heuristics. However with the advent of new methodologies, such as neural networks and evolutionary computation, researchers from fields such as computing, cognitive-biology and genetics have become important contributors, introducing a paradigm of intelligent solutions to this problem. 

Job shop Scheduling Model

	A job shop consists of a set of different machines that perform operations on production jobs. Each job has a number of operations which have a specified processing order through the machines and each operation has a specified processing time. Every job is independent. The job shop environment considered here does not allow pre-emption. The objective is to find the best job sequence through the machines, which minimises the total completion time. 
A number of researchers (Roy and Sussmann 1964, Adams et al. 1988, Blazewicz et al. 1996, Jones and Rabelo 1998, Jain and Meeran 1998, Pinedo and Chao 1999) have discussed a variety of mathematical models of the problem. One of the factors which differentiate these models is the objective one wants to satisfy in producing the schedule. Obviously for different objectives, the schedules will be different. The most useful and common objective that the majority of researchers use is the make-span minimisation which has been also adapted for this research. A deterministic job-shop scheduling problem consists of a finite set J of n jobs  to be processed on a finite set M of m machines  Each job Ji must be processed on every machine and consists of a chain or complex of mi operations Oi1, Oi2, , Oimi which have to be scheduled in a predetermined given order, a requirement called a precedence constraint. There are n operations in total, N=​

​ Oik is the operation of job Ji which has to be processed on machine Mk for an uninterrupted processing time period ik. Furthermore, no operation may be pre-empted, i.e., interrupted and then completed at a later time. Each job has its own individual flow pattern through the machines, which is independent of the other jobs. The problem is further confined by capacity constraints (also called disjunctive constraints), which stipulate that each machine can process only one operation at a time. If the completion time of Ji on Mk is Cik then the duration in which all the operations of all the jobs are completed is referred to as the make-span Cmax. In the optimisation variant​[1]​ of JSSP, the objective of the scheduler is to determine starting times for each operation, tik  0, in order to minimise the make-span while satisfying all the precedence and capacity constraints. That is, the goal maybe expressed (Jain and Meeran 2002) as determining where 


In spite of an unambiguous definition of operations given above, for simplicity we will be using a single subscripted notation in depicting operations in a schedule. However, the loss of information in removing one subscript is compensated by using implicit information that could be taken from the input data and from the order of sequence of the operations.  Details of how it is carried out are given in the following section.

2. LITERATURE REVIEW
If one were to attempt an exact procedure to solve JSSP using exhaustive techniques (sometimes known as optimisation methods) such as linear programming, integer programming, mixed integer programming etc, the time to find a solution increases exponentially (or as a high degree polynomial) for a linear increase in problem size except for selected restricted versions (special cases) of the problem. Although improvements in this category of exact methods have been achieved through methods such as Branch and Bound (Mascis and Pacciarelli 2002), this is mainly attributed to the computer speed rather than to the technique. In general exhaustive techniques cannot be applied to large problems and their execution necessitates the need for a very good understanding of the job shop domain, as highly specialised inference rules and selection procedures are required to fathom nodes at high levels in the solution tree without explicit searching. Consequently, these procedures generally appear to be unsuitable for the generic job-shop problem and hence many researchers have turned their attention to approximation methods.  However, the approximation methods do not guarantee achieving optimal solutions,  rather they are able to attain near optimal solutions. It is found that heuristics inspired by natural phenomena and intelligent problem solving are useful methods for JSSP solutions. The approximation techniques can be categorised into four major groups: priority dispatch rules (Panwalkar and Iskander 1977), bottleneck based heuristics (Adams et al. 1988, Demirkol 1997), artificial intelligence and local search methods, all of which have many sub techniques within their groups. Many attempts have been made to apply these sub techniques to JSSP with varying success. Also further improvements on these techniques such as beam search and simulated annealing have enhanced the quality of the solutions that are based on the myopic selections such as the ones normally made by priority dispatch rules. However, the deviations from optimum are still high. Most of these existing approximation methods also have the weakness of needing high computing effort to achieve their best results. Some researchers attempted combining approximation and exact techniques effectively in order to attain a better performance. However these techniques are also extremely costly computationally. 

The sub techniques of the approximation methods grew in number and sophistication over the years.  For example, the bottleneck based heuristic category lead to the shifting bottleneck procedure (SBP) that has been found to be very effective in achieving substantial success in finding the best solutions for many problems. The primary weakness of this algorithm, however, is the high computing effort required. Another general weakness of the SBP approaches is the level of programmer sophistication needed.

In the case of the artificial intelligence (AI) category sub techniques such as neural networks, expert systems and constraint satisfaction have been applied to JSSP. However, the effectiveness of these techniques in finding optimum solutions has been limited.

Within the local search category many methods have been proposed by various researchers. They include algorithms such as simulated annealing (SA) (Satake et al. 1999), genetic algorithms (GA) (Davis 1985, Della Corce 1995, Dorndorf and Pesch 1995,  Mattfeld 1996, Yamada and Nakano 1996, Park et al. 2003, Goncalves et al. 2005), tabu search (TS) (Glover 1989, Dell’Amico and Trubian 1993, Nowicki and Smutnicki 1996, Thomsen 1997, Pezzella and Merelli 2000), ant optimisation and genetic local search (GLS) (Yamada and Nakano 1996), scatter search and path re-linking (SS&PR) (Jain and Meeran 2002). The majority of GA and GLS approaches appear to give poor results due to the difficulties they have with crossover operators and schedule encoding. Many of the computational studies indicate that in general TS provides the best results of all the local search techniques: most TS approaches are able to generate good schedules within reasonable computing time. However tabu search, like many other local search methods, requires many parameters to be carefully fine-tuned and appropriately adjusted for each problem. These requirements are difficult to achieve. In brief, although considerable progress has been made in recent years the inherent difficulty faced by all of these methods is that no heuristic with a guaranteed performance has been developed so far. For most approximation methods there are instances in which they perform badly as it is not completely known under which given circumstances a procedure is likely to succeed or fail. It is therefore apparent that if the current barriers within job shop scheduling problems are to be surmounted, rigorous experimentation and controlled analysis on hybrid approaches are worth exploring.





This paper presents a framework using a hybrid technique involving GA and TS to find a non-problem-specific solution to the JSSP. The system’s objective is to minimise the make-span (Cmax) criterion while satisfying all constraints. 
GA has the ability to do a parallel search to explore the global search space. Through the parallel search mechanism GA retains useful information about what has been learned from previous generations. GA differs from traditional optimisation in several ways such as working with the coding of decision variables rather than the variables themselves. It searches from a population of points rather than a single point and its algorithm is computationally simple but powerful. On the other hand TS works on individual strings, which are points on the solution space. TS guides (Glover 1989, Barnes and Chambers 1995) the iterations from one neighbourhood point to another by locally improving the solution’s quality and has the ability to avoid poor local minima. A hybrid system combining both GA and TS using their complementary strengths has a good chance of providing a reasonable solution to global combinatorial optimisation problems such as JSSP. 

In the model presented here (Figure 2), during the hybrid search process, GA starts with a set of initial solutions and generates a set of new solutions, on each of which TS performs a local search to improve them. Then GA uses the TS improved solutions to continue parallel evolution. A restricted list is used in TS to prevent re-visiting the solution previously explored. This hybrid framework can be converted into traditional GA by omitting the TS steps. Similarly, it can be converted into traditional TS by setting the population size to one and omitting the genetic operators. Such a hybrid strategy preserves the generality of GA and TS and can be easily adapted to combinatorial and functional optimisation problems. 







Figure 2. Model of the system proposed

GA requires an appropriate chromosome (i.e. a string of operations) to represent a solution (Gen et al. 1994). It is then essential to ensure that all chromosomes, which are generated during the evolutionary process, represent feasible solutions. In the classic JSSP, there are J jobs to be processed on M machines resulting in a total number of JxM operations. A chromosome [gene1, gene2, gene3,…, geneJxM] can be an arbitrary list of JxM operations (in operation based representation), which represents a schedule that is constructed according to the sequence of operations that appears in the string. Each gene stands for one operation. The crossover operator of GA operates on two parents’ strings at a time and generates offspring strings by recombining both parent strings' features. This operator needs to preserve job sequence characteristics of the parent’s string in the next generation. If good features of different strings are properly combined, the offspring strings generated may have even better features. A mutation operator can help GA to get a better solution in a faster time. In this model, relocation is used as a key mechanism for mutation. Operations of a particular job that is chosen randomly are shifted to the left or to the right of the string. Hence the mutation can introduce diversity without disturbing the sequence of a job’s operations. When applying mutation one has to be aware that if diversity of the population is not sufficiently maintained, early convergence occurs and the crossover cannot work well. 

An important issue in applying a GA is to design an appropriate chromosome (solution string) representation of solutions of the problem, together with genetic operators so that all chromosomes generated during the evolutionary process will produce feasible solutions. How the chromosome that is used in the GA and TS in this work preserves the operation precedence is explained below.

There are two kind of order relations in the job shop scheduling problem: firstly, the operation sequence on the machine; secondly, the precedence constraint among operations for a job. The first kind must be determined by a solution method, while the second one must be maintained in the schedule. The information with respect to both operation sequence and precedence constraints have to be preserved in an encoding simultaneously. In such a case, many crossover methods dealing with literal permutation encodings do not fit the purpose here. A chromosome may be either infeasible, in the sense that some precedence constraints are violated, or illegal and the number of repetitions of some symbols (i.e. operation or job numbers) in the resulting chromosomes may not equal  the prescribed numbers. 
























Ji ~ indicates the job, Mi ~ indicates the machine, where  i indicate a number
Table 2b: Example of a four-job four-machine job shop problem

The ith row of the job sequence matrix above represents the job sequence of the ith machine: as an example, job order for machine 1(M1) is the job 1 (J1), job 2(J2), job 3(J3) and job 4(J4) respectively. The main task here is to find the correspondence between the traditional representation of schedules and the chromosomes form we would like to represent the schedule with so that we can use the reversal to form schedules from the chromosomes which are optimised by the GA. The schedule above in the Gantt chart and matrix form is converted to a chromosome [4  3  3  4  3  4  3  1  2  2  2  1  4  1  1  2]. This conversion process needs some explanation. The first gene 4 corresponds to the first job on M2 which is J4 and the second gene 3 corresponds to the first job on M1 which is J3 and the third gene 3 corresponds to the second job on M2 which is J3 and so on.  
Clearly, in this chromosome  [4  3  3  4  3  4  3  1  2  2  2  1  4  1  1  2],  1 stands for J1, 2 for J2, 3 for J3 and 4 for J4. As there are four operations in every job, there are four 1s, four 2s, four 3s and four 4s in the chromosome representing four operations of J1, J2, J3 and J4 respectively. For example, the first 3 corresponds to first operation of J3 on machine 1, the second 3 corresponds to second operation of J3 on machine 3, the third 3 corresponds to third operation of J3 on machine 2 and the fourth 3 corresponds to J3 on machine 4. In summary, all operations for job J3 are named with the same symbol 3 and then interpreted according to their order of occurrence in the sequence of this chromosome. The interpretation of the chromosome obviously needs more implicit information, such as the machines on which the operations are processed and the processing times. This could be obtained from the input data once we know which operation of which job is being considered. In this system, this is in fact obtained from the implicit information associated with the position of the genes. For example, if we are considering the third 4 we know we are dealing with the third operation of J4 and hence it can be seen from the input data that the processing time for this operation is 3 and the machine needed is M4. This information of requirement of machines and the processing times could be represented by a shadow chromosome to the Job sequence chromosome we have been discussing. Such a shadow chromosome is given as [32  13  32  24  23  43  44  13  31  15  43  23  13  32  42  22]. The combined chromosomes could be formed as shown in Figure 3 although the second one is a shadow chromosome which operates in the background. 

Chromosome:		[4   3   3    4    3   4    3  1  2    2   2    1   4    1   1   2]
	Shadow Machine
	Chromosome:		[32  13  32  24   23  43   44  13  31  15  43  23  13  32  42  22]

Figure 3: Processing order of jobs on machines (machine list for chromosome)

Reversing this process to form a schedule from the chromosome using the input information should be as simple as the original process.

Given a chromosome [4  3  3  4  3  4  3  1  2  2  2  1  4  1  1  2] the actual schedule can be deduced as follows. The first operation in the chromosome (4) which stands for first operation in J4 which needs M2 is scheduled first on M2. Then the second gene in the chromosome (3) is considered, which corresponds to the first operation of J3 which needs M1 and hence is scheduled on M1. This process continues. Each operation under consideration is allocated to the earliest available position on the corresponding machine where the operation is required. This process is repeated until all operations in the chromosome are scheduled. It can be seen that the actual schedule generated in this manner is guaranteed to be an active schedule, that is, no operation can be processed earlier without delaying another operation.

Having established how the chromosomes and schedules are linked let us look at the genetic operators. The construction of the relative order crossover operator for JSSP can be described as follows: at first, two parents are chosen and then, ‘q’ number of jobs in these parents are selected randomly (Note the ‘q’ is a random integer number which is greater than one and less than the total number of jobs for any JSSP instance). These q selected jobs correspond to the qxm operations in each parent. A string is produced from the first parent by picking out these operations with their order unchanged while filling other positions with holes (E). Then the string is rotated forward or backward by r positions (where r is a random integer number) maintaining the relative positions of individual genes. Then the holes (E) are filled with the not-selected operations of the second parent, one by one, while the relative order of the not-selected operation is maintained simultaneously. One child is produced this way. Similarly, the other child can be produced with the selected operations of the second parent and non-selected operations of the first.
The chromosome (solution string) represented below is indexed with job number and its corresponding machine​[2]​. For the first parent parent1, before undergoing any genetic operation the scheduling had a Cmax value of 28 (Figure 4).

parent1=[2,2,3,4,3,1,4,3,1,1,2,2,1,4,3,4] and corresponding machine index (shadow chromosome) of these operations is as follows:  


Figure 4 : Machine Gantt chart for parent1 (Cmax is 28)

The second parent, parent2, before undergoing any genetic operation also had a  Cmax of 28 (see Figure 5).
parent2=[1,1,4,3,1,3,2,4,4,2,1,2,2,3,4,3] and corresponding machine index of these operations as follows:  
Step 2 of the algorithm selects jobs randomly, for example, in this case J1 and J3 are selected in parent1 as follows: (which are shown below boldfaced in the chromosome) 
 parent1=[2,2,3,4,3,1,4,3,1,1,2,2,1,4,3,4]. 
In step 3 the not-selected operations are filled with ‘E’ and hence from parent1 the following string string1 is produced.
string1=[E,E,3,E,3,1,E,3,1,1,E,E,1,E,3,E]




In step 4, two sub-strings are produced from both parents respectively having only the not-selected operations of their respective parents (SubString1 from parent1 and SubString2 from parent2). 

In step 5, the string1 is rotated one position forward and string2 is rotated ‘zero’ positions (i.e. left as such) to make string3 and string4 respectively:









In step 6, the ‘child’ strings are produced using the relative order crossover mechanism where the relative position of the operations for any job is maintained. This  is indicated by the machine index (i.e. the relative positions of machine indices remain the same, even though the operations have moved due to applying genetic crossover), of these created strings. Filling the holes of string3 with the not-selected operations of SubString2 [4,2,4,4,2,2,4] from parent2, has produced one offspring: child1 and the corresponding Cmax is 23, which is an improvement due to the crossover operation (see Figure 6).

child1=[ 4,3,2,3,1,4,3,1,1,4,2,1,2,3,2,4] and its corresponding machine index is as follows:


Similarly, filling the holes of string4 with the not-selected operations of SubString1 [2,2,4,4,2,2,4,4] from parent1, has produced a second offspring: child2 and a corresponding Cmax of 25 (Figure 7).

child2=[1,1,2,3,1,3,2,4,4,2,1,2,4,3,4,3] and its corresponding machine index is as follows:


As mentioned earlier, the local improvement procedure used in this framework is based on TS. In essence TS is a simple deterministic search procedure that transcends local optimality by storing a search history in its memory. In TS, a function (called a move) that transforms a solution string into another solution string is defined. Hence for any solution string, S, a subset of moves applicable will form the neighbourhood of S. Four different types of genetic neighbourhood generation techniques have been identified, developed and used in the model along with existing critical bath based neighbourhood structures such as the one proposed by Nowicki and Smutnicki (1996).  The model directly works on these neighbourhood structures with minimum manipulation of the solution strings. The following explains how the system deals with the second type.







The system proposed here is compared with the leading existing systems with regard to their performance on several benchmark problems. As there is no comparable system which uses both GA and TS together the comparison is made separately with the best GA and TS systems. The system is used to find the make-spans of the benchmark problems, many of which are 'square problems'. The system has done well in finding solutions to these problems as it is well known that most of the square problems are harder to solve than rectangular problems. The system found optimum solutions for 48 of these benchmark problems and achieved an average mean relative error (MRE) of 0.08%. 25 runs with a population size of 200 are conducted to achieve this result in 300 generations on the GA side of the system. On the TS side a tabu length varying between 6 and 36 and a maximum number of iterations of 100 are used. If the system is allowed to run for more generations it is highly likely that it will find better solutions for the difficult problems. The detailed results of these comparisons which are overwhelmingly better for the system proposed here are presented elsewhere. Here we are presenting the system’s performance on real life practical problems.

For the practical implementation of the system, two case studies have been conducted in two companies which belong to the steel mills sector and the automobile windscreen processing industry respectively. In the case of the steel mill the system is tested on a general job shops and in the case of the automobile windscreen producer the system is tested on general flow shops. 

The steel mill produces spare parts required for its rolling mills in its medium sized workshops and is busy all year round. These job shops each have a number of machines, including cutting machines, shaper machines, grinding machines, milling machines, lathes and special turning machines, drilling / boring machines, polishing machines, painting and drying shops. These shops produce heavy-duty parts which are processed in different machines. Common raw materials are used for the production of these spares in special manufacturing processes and work is also carried out on bought out semi-finished products for particular jobs. Currently the company uses a simple manual scheduling system. A typical workshop in the company is shown in Figure 8

Figure 8: Machines and typical machine layout of work shops at the steel mill


The automobile windscreen producer is one of the world's largest manufacturers of glass and glazing products for building, automotive and related technical markets. The factory in the United Kingdom produces 6000 pieces of automobile windscreen per week in 92 variations (original equipment derivatives) through two different tracks called ‘A’ and ‘B’, each of them having three workstations. The factory also has orders for reengineering work on varieties of products as well as for replacement of broken items. Currently the company does its scheduling by using simple spread-sheets. 




Again, the presentation of the performance of the system in this paper is more focused on the former case of general job shops in the steel mill. Hence a deeper insight into what is involved in these job shops is provided below. Four types of products are currently being manufactured at this facility. They are (1) mild steel deformed bars, angles and steel channels, (2) pipes of different diameter, (3) low carbon wire rods, torsteel bar, plain round wrought iron rods and bars and (4) casting spare parts for the automobile and agricultural industries.
The company uses steel scrap that is mixed with scrap obtained from ship-breaking yards. This selected proper charge mix is then melted in high-frequency induction melting furnaces to obtain a homogenous molten metal. Appropriate quantities of ferro-alloys are then added to the molten metal. Through a series of other technical processes, and after careful chemical control, the product of these induction-melting furnaces is rolled in a 16-inch roughing mill to obtain billets of the desired size and specifications. These billets are then fed into a 10-inch finishing mill that is equipped with repeaters in order to ensure a continuous production line of deformed bars.

The company also manufactures pipes, mainly used for modern water supply and irrigation systems. The pipe mill has a precision-engineered welding plant and a galvanising section containing a zinc kettle. The plant uses zinc slabs of near-perfect purity. The company endeavours to match products to buyer-driven specifications in terms of steel grade, tensile strength, unit mass and dimensional tolerances.

Implementation of the proposed system in the steel mill’s test cases
The system proposed here is tested on three job shops in the steel mill. Table 3 shows the profiles of the job shops (and their names for further reference). In all these cases the system is able to attain improved solutions in a reasonable computational time. In the following subsections the analysis of performance of the system has been provided outlining the impact on the make-span of these different real life problems. 

Problem name	Descriptions	Size
JSSP1	8 jobs and 6 machines job shop problem	8x6
JSSP2	6 jobs and 6 machines job shop problem	6x6
JSSP3	6 jobs and 6 machines job shop problem	6x6
Table 3: Test cases from Steel Mill


 TEST CASE 1- JSSP1
Table 4 provides the problem data and results for the test case JSSP1. Figure 10 shows the schedules obtained using the proposed system in the form of Gantt charts. Although the initial generation model to start with has the maximum MRE of 41.1% the optimal solution for this problem was achieved even before the 30th generation of search. The current scheduling length the company operates, which is obtained using the existing scheduling system, is more than four days and most times several machines remain idle during the overall job processing. The company could save time and increase productivity by simply implementing the proposed system to schedule their jobs. The minimum make-span achieved using the proposed system for this problem is 505 units of time.
J	O1	O2	O3	O4	O5	O6
	M	P	M	P	M	P	M	P	M	P	M	P
1	1     	10	2   	32   	3   	21   	4   	40   	5   	53   	6  	23




6	1   	16   	2   	25   	3   	17   	4   	68   	5   	64   	6    	0
7	4   	54   	1     	0   	5   	53   	3     	0   	6   	21   	2    	0
8	2   	28   	1   	16   	3   	22   	4   	55   	5   	59   	6  	20
J= Job    M= Machine     P=Processing time      O=operation
Generation	Makespan (Cmax)	MRE %




Table 4: JSSP1 test case and results


Figure 10a:  Machine Gantt chart for JSSP1 test case





Figure 10c:  Job Gantt chart for JSSP1 test case with Cmax 539






Figure 10e: Machine Gantt chart for JSSP1 test case with Cmax 857
TEST CASE 2-JSSP2
Table 5 provides the problem data and results for the test case JSSP2. Figure 11 shows the schedules obtained for this test case using the proposed system in the form of Gantt charts. 











J= Job    M= Machine     P=Processing time      O=operation
Generation	Makespan (Cmax)	MRE %




Table 5: JSSP2 test case and results






Figure 11b: Job Gantt chart for JSSP2 test case
TEST CASE 3 - JSSP3
Table 6 provides the problem data and results for the test case JSSP3. Figure 12 shows the schedules obtained using the proposed system for JSSP3 in the form of Gantt charts. 










J= Job    M= Machine     P=Processing time      O=operation
Generation	Makespan (Cmax)	MRE %




Table 6:  JSSP3 test case and results


Figure 12a:  Machine Gantt chart for JSSP3 test case with optimum result


Figure 12b:  Job Gantt chart for JSSP3 test case with optimum result






Problem number	MRE at Starting	MRE at 30th Generation	MRE at 60th Generation	MRE at 90th Generation	Best CmaxObtained (minutes)
1	6.31 (lower) and 41.10 (upper)	0	0	0	505
2	9.94 (lower) and 27.92 (upper)	0	0	0	444
3	8.45 (lower) and 27.67 (upper)	0	0	0	379




	Even though this system is one of the many hybrid systems developed recently not many appear to be using GA and TS together thereby exploiting the complementary strengths of global parallel search of GA and local optimum avoidance of TS for solving JSSP. In this system TS is directly used in solution string exploration (of GA) making the input format common to both GA and TS. The system also appears to be one of the few systems which can find a solution to any arbitrary job shop scheduling problem rather than being a problem specific method. This hybrid model exhibits a polynomial computational complexity due to the incorporation of new heuristic techniques such as the mid-cut heuristic. The system described here is able to find the optimal solutions or at least near optimal solutions for real life problems faced by companies such as the automobile windscreen producer and the steel mill. Moreover, when this system was tested on 51 benchmark problems that exist in the literature it found optimum solutions for 48 of these problems and achieved an average MRE of 0.08% (details of which is given elsewhere).

The proposed model has been used on different types of real-life practical problems. In almost all cases the proposed system performed better. However the comparison of the results obtained and presented above for scheduling three test job shops in the steel mill example is hard as the existing scheduling methods in the company are very crude (i.e. there are no standards). Most of the products the company produced in their job shops normally took at least four times longer to complete than the system proposed has achieved. The worker and shop supervisor inserted large amount of idle time for processing any job as they do not have standard systems of scheduling. The supervisor instructed the worker to load the arrived jobs and start processing without exploring the possibility of maximising the utility of machines and minimise the overall scheduling length. 
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^1	 The optimisation variant is used to denote the problem itself and is distinguished from the decision variant of the problem which considers the question: Does there exist a solution in the search space that does not exceed a given upper bound?
^2	  The machine index in the chromosome shown in this section is not a general operation based representation and this information can be tracked from the machine sequence and processing time matrix in Table 2. The machine index  is added to the chromosomes to explain the relative movement of the genes within the string.
