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Práce se zabývá  návrhem a realizací knihovny pro správu multimediálních souborů uložených 
v počítači, hlavně fotografií, hudby a videa. Výsledkem je aplikace postavená na architektuře klient – 
server umožňující uživateli získat a udržet přehled o jeho multimediální sbírce. K tvorbě aplikace 
byly použity jazyky Java, PHP spolu s XML, HTML, CSS a JavaScriptem. Součástí práce bylo i 
vytvoření distribučních balíčků aplikace pro operační systémy Windows a Linux, konkrétně 
distribuce Debian a odvozených distribucí.
Abstract
This thesis concerns the design and implementation of a library of multimedia files stored on one's 
computer, especially photographs, music and video.  The result of this work is an client – server 
architecture based application which allows the user to create and maintain an organised view on his 
or hers multimedia collection. The application was created using Java and PHP in cooperation with 
XML, HTML, CSS and JavaScript. Also a part of the thesis was to create application distribution 
packages for operating systems Windows and Linux, mainly for Debian based distributions.
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Využití  počítačů  pro  uchovávání,  přehrávání  a  zobrazování  multimediálních  souborů  se 
postupně  zvyšovalo  a  zvyšuje  s  jejich  rostoucím  výkonem  a  tedy  schopností,  i  přes  svou 
univerzálnost   zaměření,  nahradit  zařízení  zaměřená  jen  na  tuto  činnost.  Spolu  s  rostoucím 
využíváním  počítačů  k  tomuto  účelu  roste  také  množství  souborů  různých  typů  (video,  hudba, 
fotografie, …), které mají uživatelé v počítači uloženy. S nárůstem počtu souborů také samozřejmě 
narůstá neuspořádanost těchto souborů a schopnost uživatele udržet přehled o všech souborech, jejich 
kvalitě a dalších vlastnostech, které má v počítači.
Velkým trendem dnešní doby je s rostoucí dostupností a rychlostí internetu jej využívat pro 
různé účely, které si  běžný uživatel ještě poměrně nedávno nedovedl představit.  Internet se stává  
hlavním nástrojem zábavy a komunikace zejména mladší generace, která zároveň bývá i největším 
konzumentem a producentem zmiňovaných souborů.
Na základě těchto poznatků vznikla v rámci této bakalářské práce aplikace určená právě ke  
správě multimediálních souborů v počítači.  Umožňuje uživateli  udržet  přehled o multimediálních  
souborech, které má v počítači,  včetně co největšího počtu informací o těchto souborech a jejich 
obsahu.  Multimediálními  soubory jsou zde myšleny hlavně fotografie ve formátu JPEG, hudební 
soubory  a  video  soubory  různých  formátů.  S  přihlédnutím  ke  zmíněnému  rostoucímu  významu 
internetu je aplikace tvořena architekturou klient  - server, kde klient pouze  zajišťuje operace, které 
je nutné provést na počítači uživatele. Serverová část může být provozována jako centrální webová 
služba pro větší množinu uživatelů, na domácí síti pro přístup všech členů domácnosti, případně i na 
počítači uživatele pro samostatné použití. Klientská část aplikace je z důvodu přenositelnosti mezi  
různými  operačními  systémy  vytvořena  v  jazyce  Java.  Serverová  část  je  postavena  na  Nette 
frameworku (viz kapitola 2.1) a jako databáze je využito MySQL.
V  následujících  kapitolách  budou  postupně  zmíněny  teoretické  základy  práce  tj.  formáty 
souborů a z nich zjistitelné informace a jednotlivé technologie a nástroje použité k vytvoření této  
práce a výsledné aplikace.  Další  kapitoly se pak věnují  návrhu a implementaci  samotné aplikace  




V této kapitole jsou stručně zmíněny jednotlivé typy multimediálních souborů z pohledu této práce 
a výsledné  aplikace.  Jedná  se  především  o  fotografie  (obrázky),  hudební  a  video  soubory. 
Předpokladem je, že těchto souborů má většina uživatelů nejvíce a tudíž je pro ně těžké si jednoduše  
udržet o těchto souborech přehled.
2.1 Fotografie
Obrázkové soubory, v tomto případě hlavně soubory JPEG, jsou do aplikace zahrnuty z důvodu jejich 
uplatnění v digitální fotografii. Vzhledem k situaci kdy většina uživatelů vlastní digitální fotoaparát,  
může být možnost získat přehled o fotografiích uložených v počítači velmi užitečná.
2.1.1 Formát JPEG (JFIF)
Nadpis této podkapitoly může být mírně zavádějící, JPEG totiž není ani tak formátem souboru jako 
standardem pro ukládání grafické informace. Tento standard sám o sobě nedefinuje formát v jakém 
mají být tato data ukládána do souboru, tento problém řeší až JFIF neboli JPEG File Interchange  
Format pro nějž je zažitým synonymem JPEG File, tedy JPEG soubor. Jak bylo zmíněno v úvodu této 
kapitoly, tento typ souborů je ve velké míře užíván pro ukládání digitálních fotografií. Podklady pro 
tento odstavec pochází z [1].
2.1.2 EXIF hlavička
Exif (Exchangeable image file format) je specifikace formátu pro ukládání metadat vkládaných do 
hlaviček grafických souborů.  Do tohoto formátu ukládají digitální fotoaparáty informace o pořízené 
fotografii. Konkrétně informace o nastavení citlivosti, clony atd., dále značka a model fotoaparátu,  
čas  a  datum  pořízení  fotografie,  případně  pokud  je  fotoaparát  vybaven  GPS  modulem  také 
souřadnice, kde byl snímek pořízen. Informace o Exif byly čerpány z [2].
Díky tomu, že Exif není udržovaným standardem vznikají problémy s potřebou uložení dalších 
či odlišných dat a tudíž se v hlavičce souboru mohou nacházet velmi různé informace. Pro potřeby  
katalogizace  ve  výsledné  aplikaci  jsou   proto   použity   pouze   základní  informace  zmíněné 
v předchozím odstavci, včetně GPS polohy, pokud je dostupná.
2.2 Hudební soubory
Hudebními  soubory  jsou  v  rámci  této  práce  myšleny  hlavně  soubory  formátu  MP3  jako  asi 
nejrozšířenějšího formátu pro uchovávání hudebních děl v elektronické podobě. MP3 je zkratkou pro 
MPEG-1(MPEG-2) Audio Layer III, tedy formát ztrátové komprese digitálních zvukových souborů.
4
Pro ukládání  informací  o  souboru  a  skladbě  v  něm uložené  byly  postupně  vytvořeny dva 
formáty tzv. ID3 tagů, tedy informací, které nejsou součástí dat uložených v souboru,ale přídavnými 
metadaty. Tyto formáty jsou ID3v1 a ID3v2, ačkoli má každý z nich jiný způsob ukládání metadat 
(tagů) v souboru, ID3v1 je ukládá v pevné velikosti na konci souboru zatímco ID3v2 ve velikosti  
proměnné a na začátku, oba mají stejný účel – uchovávat informace o autorovi a názvu skladby, albu,  
žánru atd. Tyto informace jsou pomocí nástroje MediaInfo (viz 3.5)  ze souborů získány a použity pro  
uložení do databáze a katalogizaci souborů. Údaje o MP3 pochází z [3] a ID3 z [4].
2.3 Video soubory
Formátů  a  s  nimi  spojených  souborů  pro  ukládání  videa  existuje  velké  množství,  od  souborů 
s nekomprimovanými video daty po nejnovější způsoby komprese video dat ve vysokém rozlišení.
Většina souborů s videem je multimediálními soubory v pravém smyslu,  obsahují  jak data 
potřebná pro plynulé zobrazování videa (video stopu), tak data obsahující příslušný zvukový záznam 
k tomuto videu (audio stopu). Některé soubory mohou obsahovat i data textová (textové stopy), tedy 
většinou titulky.  Těchto stop,  obzvláště audio stop a textových stop,  může být  v  souboru i  větší  
množství, například pro různé jazyky.
S pomocí nástroje MediaInfo (viz 3.5) jsou informace o všech stopách v souboru, jako jsou 
rozlišení, datový tok, u audio a textových stop také jazyk této stopy, získávány a ukládány. Informací  
získaných z těchto souborů může být značné množství, v závislosti na typu souboru/formátu. 
Z tohoto důvodu je serverová část aplikace přizpůsobena možnosti, kdy se podaří k některému 
souboru získat informaci, která doposud nikdy nebyla zpracována (viz 5.3.4). 
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3 Použité technologie a nástroje
Tato kapitola je věnována představení a popisu technologií, jazyků a nástrojů použitých pro tvorbu 
této práce,  tedy především výsledné aplikace.  Všechny použité nástroje a technologie jsou volně 
dostupné.  Postupně  jsou  zde  představeny jazyky,  technologie  a  nástroje,  které  jsou  využity  jako 
součásti významně se podílející na výsledné aplikaci.
3.1 Java
Java je plně objektově orientovaný programovací  jazyk,  který vytvořila firma Sun Microsystems, 
přesněji tým vývojářů vedený Jamesem Goslingem. Oficiálně byla Java firmou Sun představena  na 
konferenci  v  květnu  roku  1995.  Původní  záměr  byl  využít  Javu  jako  nástroj  pro  programování  
aplikací pro web. Postupně se však prosadila i jako „běžný“ programovací jazyk. Java je hybridní 
jazyk tj.  je částečně překládaná a zároveň interpretovaná.  Program v Jave je nejprve přeložen do 
tzv. Byte-code a ten je poté interpretován a prováděn.
Velkou výhodou Javy je její multiplatformnost, díky tomu že je jazykem interpretovaným 
není program v ní vytvořený a přeložený závislý na konkrétním počítači, typu procesoru případně 
operačním systému. Program vytvořený v Jave lze spustit  kdekoli kde je k dispozici Java Virtual  
Machine (JVM), tedy běhové prostředí (interpret) jazyka Java. Informace použité pro poslední dva 
odstavce byly převzaty z [5] a [6].
Právě díky své jednoduché a výborné přenositelnosti, a samozřejmě i dalším vlastnostem, byla 
Java vybrána jako jazyk pro implementaci  klientské části  aplikace.  Důležitou vlastností  výsledné  
aplikace je totiž její přenositelnost a použitelnost na většině běžně používaných operačních systémů 
(Windows, Linux, …) bez nutnosti zásahů do kódu, nebo překládání pro každý systém zvlášť. 
3.2 PHP a Nette Framework
PHP (PHP: Hypertext  Preprocessor)  je univerzální  skriptovací  jazyk určený především pro vývoj 
webových aplikací s možností  zahrnutí kódu přímo do HTML dokumentu. PHP je v dnešní době 
velmi  rozšířeným jazykem pro  tvorbu skriptů  na straně serveru pro  webové  aplikace a  z  tohoto 
důvodu a předchozích zkušeností autora s tímto jazykem byl zvolen pro implementaci serverové části  
aplikace.
Nette  Framework  je  výkonný  framework  pro  pohodlné  a  rychlé  vytváření  kvalitních 
a moderních  webových aplikací  v  PHP 5  dostupný pod BSD licencí.  Kolem tohoto  frameworku 
existuje  jedna   z  největších  a  nejaktivnějších  komunit  českých  PHP  vývojářů.  Tento  nástroj  je  
zaměřen  hlavně  na  zvýšení  bezpečnosti,  přehlednosti  a  jednoduchosti  psaní  aplikací  v  PHP. 
Informace pro tento odstavec byly čerpány z[7].
Nette  framework  byl  použit  jak  pro  jeho  uvedené  vlastnosti,  tak  z  důvodu  poskytování 
možnosti plně využívat možností PHP jako objektově orientovaného jazyka.
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3.3 XML a XSLT
XML (Extensible  Markup  Language  –  rozšiřitelný  značkovací  jazyk)  je  standardem schváleným 
konsorciem  W3C  pro  značkování  dokumentů.  V  dokumentech  XML  jsou  data  uložena  jako 
tzv. elementy, tedy textové řetězce ohraničené párem (uzavřené do páru) značek. XML nedefinuje 
žádnou přesně  stanovenou  sadu značek  pro  použití  v  dokumentech,  tudíž  umožňuje  každému si 
vytvořit značky podle své potřeby. Údaje pro tento odstavec byly čerpány z [8, s. 3-4].
Díky univerzálnosti a flexibilnosti je XML velmi rozšířené a podporu pro práci s ním lze najít  
téměř kdekoli. Díky svým vlastnostem a s využitím toho faktu, že použitý nástroj MediaInfo (viz 3.5)  
dokáže exportovat svůj výstup do XML dokumentu, byly dokumenty formátu XML zvoleny jako 
nástroj předávání dat mezi serverovou a klientskou částí aplikace.
XSLT je jedna z variant jazyka XSL (Extensible Stylesheet Language – rozšiřitelný stylový 
jazyk)  určená  pro  provádění  transformací  dokumentů  XML  různých  formátů.  Dokument  XSLT 
definuje vzory na jejichž základě je XSLT procesorem vstupní dokument převeden na jiný formát.  
[8,str. 132].
Jazyk  XSLT  je  využit  v  aplikaci  pro  úpravu  XML dokumentů  generovaných  nástrojem 
MediaInfo  (viz.  3.5)  do  jednotného stavu.  Konkrétní  způsob využití  XSLT v  aplikaci  je  popsán 
v kapitole věnující se implementaci aplikace.
3.4 Databáze MySQL a Dibi
Pro  ukládání  dat  o  multimediálních  souborech  v  počítači  uživatele  je  na  straně  serveru  použita 
databáze MySQL. MySQL je databázový systém vyvíjený jako open-source a tedy dostupný zdarma. 
Díky  jeho  výborné  propojitelnosti  s  jazykem  PHP  je  výborným  nástrojem  pro  ukládání  dat 
v serverové části aplikace.
Dibi  je  abstrakční  databázová  vrstva  pro  PHP  podporující  mnoho  různých  databázových 
systému včetně MySQL. Poskytuje zjednodušený přístup k ukládání a získávání dat z databází. Dibi 
je  výborně  integrován do  Nette  Frameworku a  je  jeho  hlavním databázovým nástrojem,  je  totiž 
vyvíjen společně s Nette. Díky možnosti využívat objektově orientovaných principů PHP pro přístup 
k databázi je Dibi výborným nástrojem na tomto poli. Informace o Dibi byly získány z [9].
3.5 MediaInfo a jhead
Pro získávání co největšího množství informací z multimediálních souborů jsou aplikací využívány 
dva externí nástroje.
Nástroj  (program)  MediaInfo  dostupný  zdarma  ve  verzích  pro  operační  systémy  Linux, 
Windows a další. Program existuje ve variantě s grafickým rozhraním, s rozhraním příkazové  řádky  
a jako sdílené knihovny. Ve výsledné aplikaci je používána verze pro příkazovou řádku, protože její  
využití se na systémech Linux a Windows neliší. Všechny verze programu MediaInfo jsou dostupné 
na oficiálních stránkách programu <http://mediainfo.sourceforge.net>. 
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Jako  výstup  z  tohoto  programu  je  použit  dokument  XML,  který  dokáže  program  sám 
generovat. MediaInfo je použit na soubory s hudbou nebo videem. Aktuální verze je verze 0.7.44.
Program má bohužel jednu vadu, která je i dokumentována jako chyba programu, a to že má 
problémy s jinými než anglickými znaky v kódování Unicode na systémech Linux. Z tohoto důvodu 
zatím není aplikace schopna  zpracovat soubory obsahující české znaky na systémech Linux.
Druhým programem využitým v aplikaci je program jhead, který slouží ke čtení a úpravám 
EXIF hlaviček ve fotografiích/obrázcích formátu JPEG. Pro účely aplikace je důležitá funkce čtení,  
díky níž jsou získány detailní  informace o obrázku,  pokud je soubor obsahuje.  Program jhead je  
zdarma dostupný ve verzích pro různé systémy jak v podobě spustitelných binárních souborů, tak ve 
formě  zdrojových  kódů.  Program  je  dostupný  na  webových  stránkách  programu 
<http://www.sentex.net/~mwandel/jhead/>. Aktuálně dostupná a použitá verze je verze 2.90.
8
4 Návrh aplikace
Po  teoretickém  úvodu  se  touto  kapitolou  dostáváme  k  samotné  aplikaci.  Budou  zde  postupně 
představeny aspekty a metody návrhu jednotlivých částí programu. Probrány budou návrhy databáze 
uchovávající data, webového rozhraní aplikace a klientské aplikace v jazyce Java a způsobu přenosu  
dat mezi jednotlivými částmi aplikace.
4.1 Serverová část
Serverová část aplikace sestává ze dvou částí, části databázové a webového rozhraní, tedy aplikace  
v PHP s použitím dalších technologií.  Následující  podkapitoly jsou věnovány návrhu těchto dvou 
částí.
4.1.1 Databáze
Databáze  tvoří  základní  pilíř  celé  aplikace.  Uchovávají  se  v  ní  veškeré  informace  o  uživatelích 
a jejich souborech. Databáze obsahuje všechny uživatele systému a pro každého z nich jednoznačný 
identifikátor, který v databázových tabulkách odlišuje záznamy jednotlivých uživatelů. Vzhledem k 
velkému množství informací, které lze potenciálně ze souborů získat jsou tyto informace rozděleny 
do  několika  vzájemně  provázaných  tabulek.  Struktura  těchto  tabulek  je  odvozena  od  způsobu 
rozdělování dat programem MediaInfo při získávání těchto dat a jejich ukládání do souboru XML.  
Jednotlivé  tabulky  budou  postupně  popsány,  pro  podrobnější  přehled  o provázanosti  a  obsahu 
jednotlivých tabulek uživatele je přiložen i ER diagram (obr. 4.1).
Pro uložení údajů o uživatelích jako jsou přihlašovací jméno, heslo, předpona tabulek, slouží 
tabulka users, která jako jediná  je součástí neuživatelské části databáze.
Hlavní  tabulkou  uživatele  je  tabulka  files_general,  která  obsahuje  obecné  informace 
o jakémkoli typu souboru. Každý soubor má v této tabulce pouze jediný záznam a proto tato tabulka 
slouží  jako  referenční  pro  všechny  ostatní  tabulky,  konkrétně  její  položka  ID,  jednoznačně 
identifikující každý soubor v databázi. Pro hudební soubory navíc platí ,že v této tabulce mají uloženy 
i záznamy z ID3 tagů v souborech. Tato koncepce vychází z již zmíněného přizpůsobení databáze 
výstupu programu MediaInfo. Zároveň také odpovídá principu rozdělení údajů pro všechny soubory, 
kdy údaje o jednotlivých stopách pak obsahují  pouze techničtější  údaje,  případně netechnické ty, 
které jsou pro danou stopu specifické.
Další tabulka již navazuje na první zmíněnou tabulku, je jí tabulka  tracks_audio. V této 
tabulce jsou údaje o jednotlivých zvukových stopách v souborech, u video souborů může obsahovat 
i jazyk konkrétní zvukové stopy. Některé soubory mohou stop obsahovat více, každá stopa v souboru 
má však svoje číslo podle kterého je v souboru identifikována a stejně tak i v tabulce. Tabulka je 
svázána s konkrétním záznamem v tabulce první a tedy s konkrétním souborem pomocí cizího klíče, 
ukazujícího na položku ID tabulky této tabulky. 
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Třetí  tabulkou je  tracks_video,  která  obsahuje  informace  o  video stopách v souborech. 
U video stop jsou nejdůležitějšími informacemi hlavně datový tok, rozlišení a poměr stran obrazu,  
které určují kvalitu daného souboru. Mimo zmíněných informací lze samozřejmě získat i další, které 
v  rámci  snahy  o  co  nejvíce  podrobností  tato  tabulka  uchovává  také.  K  jednotlivým  souborům 
(záznamům v první tabulce) je provázána stejně jako tabulka předchozí.
Pro textové stopy je určena tabulka tracks_text. Tato tabulka jako jediná může obsahovat i 
název jiného souboru než ke kterému patří konkrétní stopa, stane se tak v případě ,že k souboru jsou k 
dispozici titulky v externím souboru. V případě, že jsou titulky součástí souboru jako stopa, zůstane 
položka  s  názvem  souboru  volná.  Pro  provázanost  s  první  tabulkou  platí  stejný  způsob  jako 
v předchozích případech.
Poslední  tabulkou  struktury  uchovávající  informace  ze  souborů  je  tabulka  určená  pro 
fotografie, tedy tabulka tracks_image. V této tabulce jsou uloženy informace o fotografiích získané 
programem jhead z EXIF hlavičky těchto fotografií. Opět je tabulka navázána na tabulku první, tj.  
files_general.
Pro  podporu  ukládání  souborů,  ale  hlavně  procházení  a  strukturalizace  sbírky  existují  dvě 
tabulky. Jedná se o tabulky  dirlist a  aliases.  První z nich uchovává informace o adresářové 
struktuře ve které se nachází multimediální soubory v počítači uživatele. Tato stromová struktura je 
poté použita i při procházení sbírky pro lepší orientaci v množství informací na serveru. 
Druhá z tabulek pak slouží k ukládání tzv. aliasů, tedy zástupných pojmenování pro složky v 
uživatelově PC a opět zpřehlednění při procházení sbírky. Aliasy do tabulky si definuje uživatel sám 
v nastavení aplikace a jejich využití je hlavně v případech kdy má uživatel například videa ve více  
složkách, ale zde je chce mít v jedné, nebo má naopak složku s multimédii hluboko v adresářové  
struktuře a nechce mít toto reflektováno zde. V obou případech si nadefinuje zástupné pojmenování 
pro danou složku/složky a tímto bude pak nahrazena při nahrávání na server.
Mezi další významné tabulky patří jistě tabulka permissions, do které se ukládají informace 
o právech vzájemného přístupu uživatelů k cizím sbírkám. Přidělování přístupu je určeno hlavně pro 
sdílení informací o multimédiích vlastněných uživateli.
Součástí systému sdílení je i tabulka invitations, která slouží k ukládání pozvánek a žádostí 
o přístup zasílaných mezi uživateli. Zároveň je k tomuto využita i tabulka news, do které se záznam o 
nové  pozvánce/žádosti  uloží  a  zobrazí  uživateli  při  přihlášení.  Tato  tabulka  nemusí  být  nutně 




Webové rozhraní aplikace je v podstatě informačním systémem umožňujícím uživatelům pracovat  
s daty uloženými v databázi, tedy s údaji o jejich souborech. Z pohledu vykonávaných činností lze 
toto rozhraní rozdělit do tří navzájem propojených oblastí – modulů. Každý z těchto modulů má na 
starost jednu relativně ohraničenou činnost aplikace.
První modul má na starosti správu uživatelů, tedy stará se o registraci uživatelů a přidělení  
jejich  jedinečného  identifikátoru  pro  rozlišení  záznamů  v  databázi.  Samozřejmě  obstarává  také 
přihlašování uživatelů do systému a jejich odhlašování.
Druhý modul slouží jako webová část rozhraní pro komunikaci s klientskou aplikací, tedy pro 
nahrávání údajů o souborech na server. K nahrávání se využívá formulář pro nahrávání souborů na  
server, stejně ke stažení informací o uložených souborech, kde na rozdíl od nahrávání formulář slouží  
pouze  k  ověření  přihlašovacích  údajů  uživatele.  V této  části  tedy  dochází  k  propojení  všech  tří  
modulů,  kdy tento  modul  využívá  ostatní  k  autentizaci  uživatele  a  nahrávání  a  ukládání  dat  do 
databáze. Jak již bylo zmíněno, k přenosu dat je využit soubor XML, tudíž tento modul musí zařídit  
načtení dat ze souboru pro uložení do databáze.
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Obrázek 4.1: ER Diagram uživatelské databáze
Jak je již patrné z předchozích odstavců, třetí modul se stará o ukládání a načítání dat do/z 
databáze. Pro práci s databází se používá jazyk SQL v podobě mírně upravené použitou abstrakční  
databázovou vrstvou Dibi.
K vývoji této části, jak je zmíněno výše, je použit Nette Framework, který k programům v PHP 
přistupuje  pomocí  MVC  (Model  –  view  –  controller).  MVC  je  architekturou  nejen  webových 
aplikací,  která aplikaci rozděluje do tří nezávislých vrstev, kdy každá plní svůj úkol a spoluprací 
všech vrstev vzniká výsledná aplikace. V pojetí Nette Frameworku se zkratka mění na MVP (Model – 
view – presenter), výsledek je ale ve své podstatě stejný. Z tohoto vyplývá, že i z tohoto pohledu je  
aplikace rozdělena na tři vrstvy. 
Model je  vrstvou  obsahující  programový  kód  aplikace  nezávislý  na  výsledném grafickém 
uživatelském  rozhraní.  Lze  jej  tedy  vytvářet  obecně  a  bez  ohledu  na  výslednou  prezentaci  dat  
uživateli.  Ve  výsledné  aplikaci  tato  vrstva  poskytuje  hlavně  metody  pro  práci  s  databází  
a jednotlivými tabulkami v ní.
View je  vrstvou  nejvyšší,  zajišťující  zobrazení  dat  uživateli  v  prohlížeči  pomocí  předem 
definovaných  šablon  v  HTML.  Tato  vrstva  je  jedinou,  která  přichází  do  přímého  kontaktu 
s uživatelem aplikace.
Presenter  (Controller)  je  vrstvou  obstarávající  interakci  s  uživatelem,  ne  ve  smyslu 
grafického rozhraní,  ale  jako  prostředník  mezi  předchozími  dvěma vrstvami.  Stará  se  o  obsluhu 
vstupů od uživatele, např. kliknutí myší, odeslání formuláře atd. Hlavním úkolem této vrstvy je tedy 
získat  data  od  Modelu  a  předat  je  do  View  tak  aby  mohla  být  zobrazena  uživateli  v  pro  něj 
srozumitelné  formě  a  naopak. Veškeré  informace  o  Nette  Frameworku  a  souvisejících  pojmech 
pochází z [7].
4.2 Klientská část
Klientská část  aplikace provádí  zpracování  souborů v počítači  uživatele,  tedy prohledávání  disků  
a externích úložišť za účelem nalezení multimediálních souborů a jejich následnou analýzu pomocí 
externích nástrojů. Je proto jedinou částí u které je nutné aby ji uživatel měl nainstalovánu na svém  
počítači.
Za  účelem  jednodušší  distribuce  bez  nutnosti  překladů  na  různých  počítačích  je  aplikace 
vytvořena v jazyce Java. Výsledkem tedy bude jediný soubor JAR připravený pro použití na všech 
systémech s Java virtuálním strojem (JVM) a případné doplňkové soubory s nastavením apod. Java 
navíc  poskytuje  množství  pokročilých  nástrojů například  pro komunikaci  pomocí  protokolu  http, 
prohledávání souborového systému atd.
Z principů jazyka Java vycházející rozdělení programu do jednotlivých balíků je využito pro 
přehlednost programu. Hlavním balíkem aplikace je balík MediaLibraryApp, ve kterém je obsažena 
i  třída  mainClass fungující  jako  vstupní  bod  programu  a  samozřejmě  i  další  balíky  aplikace. 
Kompletní struktura balíků a tříd je v diagramu tříd na obr. 4.2. Nyní se zaměříme na jednotlivé  
balíky a zaměření tříd v nich obsažených.
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MediaLibraryApp.GUI je balíkem obsahujícím všechny třídy formulářů a dialogů tvořících 
grafické uživatelské rozhraní celé klientské aplikace. Základní třídou tohoto balíku je třída obsahující 
hlavní  formulář  aplikace.  Tento  formulář  je  základním interakčním prostředkem mezi  aplikací  a 
uživatelem.  Obsahuje  zobrazení  souborového  systému,  vybraná  místa  (tedy  složky,  disky)  k 
prohledání pro soubory. Další třídy tohoto balíku tvoří ostatní podpůrné formuláře pro informování 
uživatele, úpravu nastavení atd.
MediaLibraryApp.Files obsahuje  třídy  obstarávající  práci  se  soubory  a  souborovým 
systémem např. vyhledávací filtry, struktury pro uchovávání seznamu souborů atd. 
Balík  MediaLibraryApp.Communication je  zaměřen  na  řešení  komunikace  mezi 
klientskou a serverovou částí aplikace.
Třídy v balíku  MediaLibraryApp.Support jsou určeny k provádění ostatních podpůrných 
činností  programu. Takových činností,  které se přímo netýkají  hlavního účelu aplikace. Patří  sem 
například ukládání nastavení programu apod.
Klientská  aplikace  je  navržena  s  ohledem  na  možnost  překladu  grafického  uživatelského 
rozhraní do více jazyků, k čemuž je využito principu zabudovaného v jazyce Java, tzv. Resource  
souborů.
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Obrázek 4.2: Diagram tříd pro klientskou aplikaci
5 Realizace aplikace
Tato kapitola se bude podrobně věnovat aspektům implementace aplikace podle návrhů uvedených 
v kapitole předchozí. Oproti kapitole návrhu bude tato kapitola postupovat v opačném směru, tedy od 
klientské části po serverovou, kopírujíce i postup při návrhu a implementaci aplikace. K vytváření 
aplikace bylo použito integrované vývojové prostředí NetBeans, které především usnadňuje vytváření  
grafického uživatelského rozhraní aplikace.
5.1 Klientská aplikace
Klientská část aplikace vytvořená v jazyce Java se, jak vyplývá z návrhů, stará o ty činnosti, které  
nelze provádět pomocí webových aplikací. Implementace této části bude popsána postupně v rámci 
jednotlivých balíku a v nich obsažených tříd.
Hlavním  balíkem  je  balík  MediaLibraryApp,  který  je  co  do  obsahu  tříd  velmi  skromný. 
Obsahuje třídu jedinou a to mainClass, která obsahuje pouze funkci main a je tedy vstupním bodem 
celého programu. Funkce main pouze obstarává vyvolání nového vlákna aplikace s hlavním oknem. 
Obsahuje ostatní balíky a třídy, které budou popsány v následujících podkapitolách.
5.1.1 Balík MediaLibraryApp.GUI
Tento  balík  obsahuje  třídy  implementující  grafické  uživatelské  rozhraní  aplikace.  K  vytvoření 
uživatelského rozhraní je použit toolkit SWING určený pro uživatelská rozhraní v Javě. Uživatelské 
rozhraní aplikace se skládá z osmi formulářů, tedy osmi tříd.
Hlavním  formulářem,  tedy  hlavním  oknem  aplikace  je  MainForm  ve  stejnojmenné  třídě.  
Obsahuje pruh hlavní nabídky pro základní operace přístupné přes menu. Hlavními prvky formuláře 
jsou  komponenty  JTree  a  JTable.  Komponenta  JTree,  pojmenovaná  fileSystemTree,  slouží 
k zobrazování stromové struktury disků a složek v počítači uživatele, soubory nejsou v tomto stromě 
zobrazovány. Načtení struktury do stromu probíhá postupně, podle toho jak uživatel chce otevírat 
jednotlivé podstromy. Kompletní načtení celé struktury by při startu programu, obzvláště u velkých 
disků a jejich velkého počtu, způsobilo příliš velké zdržení, které by mohlo způsobit u uživatele pocit  
že se aplikace nespouští. 
Druhá  komponenta,  JTable,  pojmenovaná  directoryTable,  slouží  k  tabulkovému  zobrazení 
složek v počítači zařazených do seznamu pro prohledávání kvůli souborům. Každá zobrazená složka 
má k dispozici zatrhávací políčko určující zda se jedná o externí (odpojitelné) úložiště souborů. Jako 
datový model pro tuto komponentu slouží třída DirTableModel, zmíněná dále.
Pro přiřazování složek ze stromového zobrazení do tabulky je využito metody Drag and Drop. 
Standardní metody obou komponent jsou bohužel pro tento účel nevhodné, proto jsou vytvořeny dvě 
třídy uvnitř  formuláře rozšiřující  třídu TransferHandler,  které  upravují  chování  metody Drag and 
Drop tak jak je potřeba v této aplikaci. Pokud tedy uživatel uchopí myší složku ve stromové struktuře 
a přetáhne ji na tabulku, dojde k překopírování celé cesty ke složce do tabulky.
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Dalším významným formulářem je třída SettingsDialog, tedy dialog s možnostmi nastavení 
programu.  Tento  formulář  obsahuje  komponentu  JTabbedPane,  která  funguje  jako  kontejner  pro 
vložení jiných komponent, případně celých formulářů jako jednotlivých záložek na této komponentě.  
Této vlastnosti  je využito tak, že se do tohoto panelu vkládají  dva další formuláře definované ve 
třídách  GlobalSettings  a  ConnectionSettings.  Tyto  formuláře  vložené  uvnitř  hlavního  formuláře 
nastavení poskytují možnosti pro úpravu nastavení programu, respektive připojení k serveru.
Třída ResultDialog zobrazuje uživateli seznam souborů, které budou zanalyzovány a odeslány 
k uložení na server poté, co uživatel zvolí tuto možnost. Aktuálně má dialog funkci pouze informační, 
kterou lze později rozšířit například na možnost poslední úpravy seznamu souborů uživatelem před  
jejich analýzou a odesláním.
Zbývající formuláře pouze informují uživatele o probíhajících činnostech programu, tak aby 
uživatel neměl pocit, že po vyvolání některé náročnější akce program nepracuje.
5.1.2 Balík MediaLibraryApp.Files
Tento balík, jak již jeho název napovídá, obsahuje třídy pro práci se soubory v uživatelově počítači, 
ať už se jedná o podporu při vyhledávání souborů, uchovávání jejich seznamu při běhu programu či 
metody rozdělování a vyhledávání rozdílů.
První třídou, které se budeme věnovat je třída MediaFileFilter, která implementuje rozhraní 
FileFilter  určené  k  filtrování  souborů  při  prohledávání  souborového  systému.  Třída  musí 
implementovat metodu accept, která určuje zda konkrétní soubor vyhovuje danému filtru. V tomto 
případě je soubor posuzován podle přípony. Přípony, které vyhovují vyhledávání a mají být zahrnuty 
do výsledných souborů, jsou uloženy v nastavení programu a uživatel je může upravovat v dialogu  
nastavení. Z tohoto důvodu jsou přípony načítány z nastavení v konstruktoru této třídy.
Další  třídou  je  DirectoriesList.  Tato  třída  tvoří  seznam  složek,  které  si  uživatel  přeje  
prohledávat. Při zadání pokynu k prohledávání je vnitřní seznam, implementovaný pomocí ArrayList  
kvůli proměnné velikosti, naplní složkami z tabulky v hlavním formuláři. Každá složka v seznamu je 
reprezentována další  třídou definovanou v tomto balíku a to  třídou FilesList,  jde  tedy o seznam 
seznamů. Ve třídě jsou i metody, která umožňují uložení seznamu složek a souborů a jeho opětovné  
načtení ze souboru formátu XML. Ukládání je důležité z pohledu odpojitelných úložišť souborů, kdy 
program má stálý přehled o souborech tam uložených, i když jsou aktuálně odpojená. 
FilesList je třídou obsahující seznam všech souborů vyhovujících uživatelově zadání v jedné 
složce. Stejně jako v předchozím případě se jedná o seznam proměnné délky tj. ArrayList. Součástí  
třídy je metoda, která naplní tento seznam vyhledáním souborů ve složce na základě filtru zmíněného 
výše.
Poslední třída, FileNamesArray, je seznamem názvů souborů určených k analýze a získání dat 
o  nich.  Názvy  mohou být  třídě  předány  jako seznam exportovaný z  třídy  DirectoriesList  přímo 
v programu, nebo načteny ze souboru XML – seznam souborů stažený ze serveru. Hlavním úkolem 
třídy je rozdělení vnitřního seznamu do dvou samostatných, z nichž jeden obsahuje seznam souborů 
JPEG s fotografiemi pro použití s programem jhead a druhý zbytek souborů pro program MediaInfo. 
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5.1.3 Balík MediaLibraryApp.Communication
Zde se nacházejí  třídy pro komunikaci  se serverovou částí  aplikace,  tedy pro odesílání informací 
o souborech a stahování seznamu uložených souborů na serveru. Veškerá komunikace se odehrává 
přes  TCP/IP  pomocí  protokolu  http.  Podstatou  komunikace  je  programové  odeslání  vyplněného 
webového formuláře na serverové části funkci pro jeho zpracování. Toto řešení je zvoleno tak aby 
bylo  možné  při  posílání  dat  i  stahování  zadat  přihlašovací  údaje  uživatele  do  webové  aplikace 
a mohlo tak dojít k jeho ověření před tím než se data nahrají na server.
Pro vytvoření  spojení  a  komunikaci  se  serverem slouží  třída  HttpUrlConnection zajišťující  
přímo  spojení  na  zadané  URL  pomocí  protokolu  http.  Výhodou  této  třídy  je  její  vysoká  míra  
abstrakce od všech činností spojených s vytvářením spojení mezi počítači. Pro vytvoření spojení stačí 
pouze zadání adresy a zavolání metody openConnection. Po připojení stačí zapisovat do výstupního 
proudu této třídy data, která mají být odeslána na server.
O odeslání dat v podobě XML souboru na server slouží třída HttpPostFile. Na straně serveru je 
vytvořen formulář s poli pro uživatelské jméno, heslo a polem pro výběr souboru k nahrání na server. 
Tento formulář je vyplněn programově a odeslán na server spolu se souborem pomocí metody POST 
protokolu  http,  s  parametrem  hlavičky  Content-Type nastaveným  na  multipart/form-
data;boundary=xxxx, kde xxxx je náhodně vygenerovaná posloupnost znaků, která se nevyskytuje 
nikde v datech a jíž jsou oddělena jednotlivá pole v těle zprávy. Formát a vzhled zprávy vychází z 
dokumentu RFC 1867. Tělo zprávy vypadá obecně takto:
Stahování dat ze serveru, opět jako XML soubor, probíhá ve třídě HttpGetFile. Tato třída také 
nejdříve  odesílá  vyplněný  formulář  s  uživatelským  jménem a  heslem  na  server,  který  na  jejich 
základě generuje tento soubor. Vzhledem k tomu, že tento formulář neposílá na server  žádný soubor,  
je  odesílán  jiným  způsobem,  pomocí  hlavičky  Content-Type:application/x-www-form-
urlencoded. V tomto případě jsou data formátována stejně jako by byla připojena do URL, tedy 
název=data&název=data. Po odeslání formuláře je stažen soubor k uživateli.
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Tělo http požadavku odesílajícího soubor na server
5.1.4 Balík MediaLibraryApp.Support
Poslední  balík  v  Java  aplikaci  obsahuje  třídy  pro  podporu  ostatních  částí  aplikace.  Tyto  třídy 
zařazením nepřísluší do žádného z předchozích balíků.
Třída  DirTableModel  je  využívána  v  hlavním  formuláři  aplikace  jako  model  pro  tabulku 
zobrazující složky uživatelem vybrané pro prohledávání.  Vychází ze třídy AbstractTableModel ze  
které reimplementuje čtyři metody potřebné komponentou JTable pro zobrazení dat. Jsou to metody 
getColumnName(),  getColumnClass(),  getValueAt()  a  isCellEditable().  Pomocí  metody 
getColumnClass() sděluje model tabulce jakého typu je určitý sloupec tabulky, díky tomuto napříkald 
tabulka  zobrazuje  zaškrtávací  políčka  pro  určování  zda  je  složka  na  odpojitelném  médiu.  Další 
metody této třídy jsou již metodami vytvořenými pro specifické použití v této aplikaci. Mezi tyto 
metody patří saveTable() pro ukládání obsahu tabulky při změně do souboru, ze kterého je načítána  
v konstruktoru třídy. Data jsou ukládána do vlastního souboru pomocí další třídy z tohoto balíku. 
Dalšími pomocné metody v této třídě slouží k přidávání a odebírání položek z tabulky.
Třída FileTableModel je třídou velmi podobnou předchozí,  jen je použita v jiné tabulce ve 
formuláři ResultDialog pro zobrazení seznamu souboru určených k nahrání na server.
Poslední  třídou je  třída  Settings,  která  dědí  ze  třídy Properties.  Standardní  třída  Properties 
slouží k ukládání a načítaní nastavení programu, či jiných položek do/z souboru. Třída je vytvořena 
tak, aby mohla zapisovat či načítat do/z souborů s různým názvem, tudíž přijímá v konstruktoru jako  
parametr název souboru. 
5.1.5 Soubory s překladem a nastavením
Jak již bylo zmíněno, je aplikace vytvořena tak, aby její uživatelské rozhraní bylo lehce přeložitelné 
do  různých  jazyků.  Pro  ukládání  řetězců  s  jazykovými  variantami  textů  je  využito  vnitřního 
mechanismu  ResourceBundle.  Tento  mechanismus  funguje  na  principu  externích  souborů 
s uloženými řetězci. Soubory mají svůj určený mechanismus pojmenovávání podle typu národního 
prostředí. Systém Javy podle nastaveného národního prostředí a označení souboru provede vyhledání 
vhodného  souboru  k  použití  v  aplikaci,  v  případě  neexistence  konkrétního  souboru  pak  použije 
výchozí soubor. Díky tomuto mechanismu může hůře dojít k situaci, kdy by v uživatelském rozhraní 
chyběly texty a popisy. Získávání dat z tohoto souboru probíhá metodou getString(), které se jako 
parametr  předá řetězec identifikující  konkrétní  požadovaný text  ze souboru.  Data  jsou v souboru 









Ukázka resource souboru pro uložení překladu
V  aplikaci  jsou  připraveny  dva  soubory  s  překladem.  Prvním  je  základní  soubor 
language.properties,  který  se  načte  pokud  zadaný  jazyk  neexistuje.  Tento  soubor  obsahuje  texty 
v češtině.  Druhý  soubor,  language_en.properties,  pak  obsahuje  texty  přeložené  do  angličtiny. 
Angličtina  jako  druhý jazyk je  zvolena  z  důvodu její  rozšířenosti  a  tedy  větší  možnosti  dalšího 
překladu pro další jazyky i jinými uživateli.
Stejně jako většina programů i tato aplikace potřebuje ukládat některá nastavení do souboru pro 
jejich načtení při příštím spuštění a eliminování nutnosti nastavovat některé parametry znovu a znovu. 
Pro  ukládání  slouží  zmíněná  třída  Settings.  Obecné  nastavení  aplikace,  tedy  například jazyk pro 
uživatelské rozhraní či údaje pro připojení a přihlášení k serveru jsou uloženy v souboru settings.ini.  
V jiném souboru je pak uložen seznam složek nastavených uživatelem. 
5.1.6 Výsledná aplikace
Výsledkem  této  části  implementace  je  tedy  aplikace  v  jazyku  Java  s  grafickým  uživatelským 
rozhraním  instalovaná  přímo  na  počítač  uživatele.  K  její  distribuci  a  instalaci  je  využito  
předpřipravených balíčků popsaných v kapitole 5.4.
Aplikace  na  základě  uživatelem  stanoveného  seznamu  složek  v  jeho  počítači  provede 
prohledání těchto složek porovnáváním s předem nastaveným seznamem přípon souborů. Nalezené 
soubory poté zanalyzuje pomocí externích nástrojů a vytvoří ze získaných dat soubor formátu XML, 
který předá serverové části aplikace (viz kapitola 5.2).
Grafické uživatelské prostředí aplikace (obr. 5.1) je přeložitelné do různých jazyků pomocí tzv.  
Resource souborů. K dispozici jsou překlady dva, do češtiny a do angličtiny.
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Obrázek 5.1: Grafické uživatelské rozhraní klientské aplikace
5.2 Komunikace klient – server
Detaily odesílání, přijímání a zpracování souboru XML použitého pro předávání dat na server jsou 
popsány podrobněji v kapitolách věnujících se klientské a serverové části aplikace. Tato kapitola je 
věnována získávání dat ze souboru a úpravám souboru pomocí jazyka XSLT před jeho odesláním na 
server.              
5.2.1 Získávání informací o souborech
Jak již víme, k získávání informací o souborech v uživatelově počítači využívá tato aplikace dvou 
externích nástrojů, programů jhead a MediaInfo.
Program jhead získává informace o fotografiích v souborech JPEG. Tyto informace vrací jako 
seznam názvu a hodnoty oddělených dvojtečkou, každý na samostatném řádku. Údaje vypisuje na 
svůj standardní výstup, který je zachycen v klientské aplikaci, zpracován a převeden do podoby XML 
souboru formátovaného způsobem jaký používá program MediaInfo.
Výstup programu MediaInfo může  mít  mnoho podob.  V této  aplikaci  je  použit  výstup  do 
souboru XML. Výsledný soubor obsahuje informace o každém souboru předaném ke zpracování  
programu. Každý soubor je uzavřen v tagu <file>, který je rozdělen na další úseky tagem <track> 
s parametrem type, s hodnotami:
• General – obecné informace o souboru a ID3 tagy
• Audio – informace o audio stopě v souboru
• Video – informace o video stopě v souboru
• Text – informace o textové stopě (titulcích)
Každá ze sekcí mimo sekce General může být pro soubor obsažena i vícekrát v případě více  
stop daného typu v souboru. Uvnitř této sekce jsou pak uvedeny tagy různých jmen obsahující uvnitř  
informace o parametru stopy nazvaného stejně jako tag ve kterém se nachází.  Těchto tagů (typů 
informací) může být velké množství. Pojmenování je také různé co do velikosti písma, oddělovačů 
apod. Například u ID3v2 tagů dochází i k situacím kdy je některá  informace uvedena i víckrát pouze 
s názvem napsaným různou velikostí znaků (artist, ARTIST), které ovšem program MediaInfo uvede 
jako dvě rozdílné informace. Z tohoto důvodu je soubor před odesláním upraven. Tyto transformace 
se provádí nejen pro vyčištění souboru,ale i pro zjednodušení uložení informací načtených ze souboru 
do databáze na serveru.
K úpravě XML souboru je použito jazyka XSLT, který slouží právě k provádění transformací 
XML dokumentů. Transformace jsou provedeny dvě. První je převedení všech názvů tagů na malá 
písmena,  tak  aby se  duplicitní  tagy  s  různou velikostí  písmen staly  opravdu duplicitními  včetně 
velikosti písmen. Šablona pro tuto transformaci je jako příklad využití jazyka XSLT uvedena níže. 
Druhá transformace (druhý transformační soubor) je použita pro odstranění těchto duplicitních tagů, 
tak aby nedocházelo ke konfliktům při zpracování. 
Pro transformace souborů pomocí XSLT nabízí metody přímo i jazyk Java, těchto metod je 
tedy  využito  a  je  jim  vždy  předána  aktuální  verze  XML  dokumentu  a  transformační  šablona 
v souboru XSL podle které je následná transformace provedena.
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Informace o XSLT a pro vytvoření transformačních souborů byly čerpány z [8].
5.3 Serverová aplikace
Nyní se budeme věnovat implementaci serverové části aplikace. Tato část je vytvořena za pomocí  
MySQL databáze pro uchování dat a Nette Frameworku pro samotnou webovou aplikaci. Webová 
aplikace je vytvořena v jazyce PHP ve verzi PHP5. 
Pro představu o podobě databáze jistě stačí kapitola věnovaná jejímu návrhu. Její vytvoření 
probíhá  pomocí  příkazů  jazyka  SQL  spuštěných  z  programů  v  PHP.  K  rozlišení  jednotlivých 
uživatelů při  přístupu k datům v databázových tabulkách je využito identifikátorů unikátních pro 
každého uživatele.  Použitá  abstrakční  vrstva  Dibi  umožňuje  nastavit  určité  hodnoty  pomocí  tzv. 
Aliasů, kdy se určitému názvu proměnná (v tomto případě user) přiřadí určitá hodnota a tento alias se  
použije při vytváření dotazu na databázi bez nutnosti jeho neustálého předávání např. v parametrech 
funkcí volajících databázové dotazy. Pro odlišení obyčejných příkazů a názvů od aliasu se používá 
ohraničení názvu aliasu pomocí dvojteček z obou stran. 
Tento  přístup  je  výhodně  využit  při  sdílení  sbírek  mezi  uživateli.  Alias  pro  identifikátor 
uživatele je nastavován podle dat aktuálně přihlášeného uživatele, nebo v případě prohlížení sdílené 



















XSLT soubor pro transformaci XML tagů na malá písmena
Aplikace  vytvořená  pomocí  Nette  Framework  je  rozdělena  do  částečně  určené  a  částečně 
přizpůsobitelné  adresářové  struktury.  V  rámci  této  struktury  lze  aplikaci  rozdělit  i  do  několika 
modulů, které mohou používat i různý vzhled atd. V rámci aplikace jsou definovány moduly dva.  
Prvním je hlavní modul, tedy to co uživatel vidí po příchodu. Druhým je modul User, který obsluhuje  
všechny funkce spojené s prací uživatele po jeho přihlášení.
V případě této aplikace se hlavní části programu, které nejsou součástí samotného frameworku 
nachází  v  rámci  kořenového  adresáře  aplikace,  umístěného  v  document_root  webového  serveru,  
v této struktuře:
• /css/ - soubory kaskádových stylů pro aplikaci
• /images/ - obrázky použité v aplikaci
• /app/models/ - zdrojové soubory vrstvy Model 
• /app/presenters/ - zdrojové soubory vrstvy Presenter
• /app/templates/ - šablony HTML stránek pro vrstvu View
◦ tento  adresář  obsahuje  další  podadresáře  odpovídající  názvům  jednotlivých 
Presenterů v aplikaci
• /app/UserModule/models | templates | presenters/ - uživatelský modul aplikace
Dále  se  budeme  věnovat  samotné  webové  aplikaci.  Pro  přehlednost  je  popis  rozdělen  do 
podkapitol odpovídajících vrstvám modelu MVP(MVC) v programu. Podobně jako klientská aplikace 
v  Javě je  i  tato  část  rozdělena  do  jednotlivých souborů,  kde  každý soubor  obsahuje  jednu třídu 
programu. Poslední podkapitola se pak samostatně věnuje popisu zpracování XML souboru s daty,  
který je na server zaslán z klientské aplikace.
5.3.1 Vrstva Model
Nejnižší vrstva aplikace v Nette Frameworku je vrstva Model, která obsahuje funkce pro práci s daty  
odděleně od jejich prezentace uživateli. V této aplikaci obsahuje hlavně třídy a funkce obstarávající  
práci s databází. Jak bylo řečeno dříve pro přímou práci s databází se používá abstrakční vrstva Dibi, 
která zpřehledňuje, zefektivňuje a zjednodušuje práci s databází.
S využitím faktu, že Dibi reprezentuje řádek tabulky třídou Dibi::row která dědí od třídy Object  
je řádek každé tabulky v programu reprezentován samostatnou třídou, která dědí od třídy Dibi::row. 
Při načítání řádku z tabulky umožňuje Dibi metodou setClass() nastavit příslušnou třídu pro 
konkrétní  řádek dat.  Díky tomuto přístupu a tedy faktu že  každý řádek načtený do programu je 
objektem, má definovány metody umožňující rychlé a jednoduché operace nad těmito daty. Těmito  
metodami jsou delete()  a update()  jejichž zavoláním u příslušného objektu reprezentujícího řádek 
tabulky dojde k vymazání tohoto řádku z příslušné tabulky respektive k uložení upravených dat.
Pro  vkládání  dat,  jejich  vyhledávání  a  získávání  z  tabulky  má  každá  tabulka  definovánu 
samostatnou třídu s postfixem Manager, která implementuje tyto funkce pro každou jednu tabulku.  
Při  načítání  celých  řádku,  ať  již  jednoho  nebo  většího  množství,  je  zmíněnou  metodou  pro  něj 
nastavena odpovídající třída. 
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Hlavními metodami Manageru jsou metody pro vložení nového řádku, vyhledání položek na 
základě  zadaných podmínek v parametrech  metody,  spočítání  všech  položek a další.  Metoda pro 
vkládání nového řádku přijímá jako parametr objekt reprezentující tento řádek, tohoto faktu je využito 
při načítání dat z XML souboru (viz dále). 
Další  výhodnou  vlastností  Dibi  vrstvy  je  možnost  definovat  dotaz  na  databázi  pomocí 
podmínek, čehož je využito v metodě pro vyhledávání řádků tabulky. Jako parametry metody jsou 
přijímány proměnné typu array, standardně nastavené na NULL, podle kterých se pomocí podmínek 
vytvoří dotaz na databázi. Pro ilustraci je uveden obecný příklad funkce pro získávání dat z databáze.
5.3.2 Vrstva Presenter (Controller)
Tato  vrstva  aplikace  funguje  jako  prostředník  mezi  zbylými  dvěma  vrstvami.  Obsluhuje  vstupy 
a výstupy pro uživatele, které spolupracují s vrstvou View a zároveň získává a předává data z/do 
vrstvy Model. Presenter je třída dědící od třídy Npresenter z Nette frameworku. V této aplikaci je  
navíc vložena mezitřída BasePresenter,  která poskytuje některé metody, které jsou společné všem 
Presenterům.  Každá  třída  je  pojmenována  podobně  jako  ta  základní,  tedy  JmenoPresenter.  Toto 
pojmenování vyžaduje framework kvůli odkazům. 
Třídy Presenter  musí  obsahovat  metody,  které  definují  jednotlivé  akce pro uživatele  a jím 
odpovídající stránky, které mají svoji předlohu v šablonách ve vrstvě View. Pro každou akci existují  
dvě metody, starající se o její obsluhu a to actionNázev_akce() a renderNázev_akce(). Metody jsou 
volány v pořadí, v jakém jsou uvedeny a jsou v nich provedeny všechny potřebné činnosti. Druhá  
jmenovaná metoda je  povinná pro každou akci  a  musí  k  ní  příslušet  šablona pro její  vykreslení  
/templates/název_presenteru/název_akce.latte.  
O  správné  volání  metod  a  šablon  se  stará  samotný  framework  v  závislosti  na  volaných 
odkazech.  V  rámci  Nette  je  totiž  každý  odkaz  vlastně  voláním  příslušné  funkce  příslušného 
Presenteru.  Názvy Presenterů a  akcí  jsou tím pádem použity  pro  vytváření  odkazů i  URL adres 
jednotlivých  stránek,  v  rámci  aplikace  ve  tvaru  adresa_serveru/presenter/action  případně 
adresa_serveru/modul.presenter/action.
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public function findAll($order = NULL, $where = NULL, $offset = NULL, 
$limit = NULL)
{
return dibi::query('SELECT * FROM [tablename]',
'%if', isset($where), 'WHERE %and', isset($where) ? $where : 
array(), '%end',
          '%if', isset($order), 'ORDER BY %by', $order, '%end',
           '%if', isset($limit), 'LIMIT %i %end', $limit,
           '%if', isset($offset), 'OFFSET %i %end', $offset
        )->setRowClass('row_class');
}
Funkce pro získávání dat z databáze pomocí podmíněně sestaveného dotazu
5.3.3 Vrstva View
Ve  vrstvě  View  se  nachází  dokumenty  se  šablonami  pro  zobrazování  stránek  a  dat  uživateli. 
Základem je hlavní šablona v souboru s názvem @layout.latte, která je samostatná pro každý modul 
aplikace. V této šabloně a příslušných CSS souborech, uložených v adresáři css, je uložen základní 
vzhled celé aplikace.  V této šabloně je definován speciální  blok s názvem content  do kterého je  
šablonovacím systémem později vykreslen obsah příslušné stránky.
Pro  každou další  stránku v  aplikaci  existuje  speciální  šablona,  která  se  stará  o  vykreslení  
obsahu dané stránky do hlavní šablony aplikace. Oblast vložená do hlavní šablony je opět označena 
blokem  s  názvem  content.  Do  každé  šablony  stránky  v  aplikaci  jsou  případná  potřebná  data  
předávána  z  příslušné  funkce  v  odpovídajícím  Presenteru.  Na  základě  příslušnosti  šablon  k 
Presenterům  a  jejich  funkcím  jsou  šablony,  mimo  hlavní  šablony  modulu  (případně  aplikace) 
rozděleny do adresářové struktury zmíněné v předchozí kapitole.
Šablony pro webovou aplikaci jsou vytvořeny hlavně pomocí HTML a CSS, samozřejmě spolu 
s kódem programu v PHP. Úseky kódu v PHP se do šablony zapisují uzavřené do složených závorek,  
aby se tak jednoduše oddělily od zbytku stránky v HTML, což značně zjednodušuje vytváření šablon.
Další součástí šablon je také jazyk JavaScript umožňující větší interaktivitu aplikace, konkrétně 
v podobě knihovny jQuery <http://www.jquery.com> a jejich případných doplňcích. Konkrétně jsou 
funkce této knihovny využity pro interaktivní zobrazení stromové struktury adresářů při prohlížení  
sbírky.
Ke knihovně jQuery je použit  ještě doplněk DOMWindow, který je dostupný na stránkách 
<http://swip.codylindley.com/DOMWindowDemo.html> který umožňuje zobrazení  „vyskakovacího 
okna“ na stránce, konkrétně je využit k zobrazení podrobných informací o souboru.
5.3.4 Zpracování XML souboru
Nyní se budeme věnovat způsobu nahrání a zpracování souboru XML s daty z klientské aplikace 
a uložení dat v něm obsažených do databáze.
Již dříve je v této práci zmíněno, že se soubor XML z klientské aplikace na server přenáší  
pomocí  webového  formuláře.  Tento  formulář  sloužící  zároveň  i  jako  formulář  pro  přihlášení  je 
odeslán do příslušné funkce v Presenteru s názvem FilesPresenter.  Zde po ověření přihlašovacích 
údajů dojde k překopírování souboru z dočasného adresáře pro nahrané soubory do jiného a soubor je 
pojmenován pomocí uživatelova jedinečného prefixu používaného v databázi.  Po překopírování je 
název souboru včetně cesty předán jako parametr metodě starající se o jeho zpracování.
PHP poskytuje několik možností zpracování XML souboru v programech. Tyto možnosti se 
liší hlavně přístupem ke zpracovávání dokumentu. Jedním z přístupů je postupné čtení, kdy při každé 
události jako je načtení počátečního/koncového tagu, načtení textu mezi tagy apod. zavolána funkce  
pro obsluhu události. Dalším a v této aplikaci využitým přístupem je načtení struktury dokumentu do 
objektové struktury v programu. XML soubor je poté v programu reprezentován pomocí objektů. Pro 
tento  přístup  k načítání  XML souboru je  v  PHP k dispozici  rozšíření  SimpleXML,  které  je  zde  
použité pro načtení a parsování souboru.
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Po  načtení  souboru  XML  a  jeho  zpracování  pomocí  SimpleXML,  vznikne  v  proměnné 
v programu  objektová  struktura  odpovídající  struktuře  nahraného  dokumentu.  Tato  struktura 
umožňuje její procházení pomocí cyklu foreach a názvů opakujících se tagů. V případě dokumentu 
XML použitého zde jsou to  tagy <file> obsahující  vždy informace o jednom souboru a  <track> 
obsahující informace o stopě v souboru, viz příklad níže.
K rozlišení jednotlivých stop uložených v různém počtu tagů <track> se využívá atributu type 
tohoto tagu. První je vždy stopa typu General, která je uložena do databáze a získána její položka ID 
pro  přiřazení  jako  cizího  klíče  k  ostatním  stopám.  Tento  způsob  zpracování  je  velmi  rychlý 
a jednoduchý co se týče programu, může však vést k problémům s pamětí v případě velmi velkých 
souborů.
Kombinací objektového přístupu k souboru XML a objektového přístupu databázové vrstvy 
Dibi vzniká ideální kombinace parametrů pro zápis dat do databáze. Zápis dat je proveden tak, že  
načtená část souboru XML v podobě objektu je předána funkci pro zápis do příslušné tabulky, která 
data z objektu převede na asociativní pole a to poté po dvojicích název – hodnota předá do databáze.
Samozřejmě má objektový přístup k nahrávání dat ze souborů přímo do DB i své nevýhody. 
Jedna z nich je nutná úprava pro objekt reprezentující tag <track>, a to zrušení jeho atributu type před 
vložením do databáze, protože databází pro něj neexistuje příslušný sloupec tabulky. Stejný problém 
vznikne,  pokud se  v informacích o souboru vyskytne nová,  dříve nezískaná informace.  V tomto 
případě se tato informace z objektu odstraní a zároveň se o ní uloží záznam s názvem a obsahem pro 
případné budoucí zařazení do databáze, 
Tento přístup k ukládání dat ze souboru do databáze je důvodem, který vedl k nutnosti použití  
jazyka  XSLT  k  transformaci  XML  dokumentů  vytvořených  programem  MediaInfo  před  jejich 
nahráním  na  server.  Bez  převedení  názvů  tagů  na  malá  písmena  a  odstranění  duplicitních  tagů 
v souboru by docházelo ke konfliktům dat při vkládání do databáze. Přibylo by tudíž mnoho práce  
s přepisováním parametrů objektů při zpracování na straně serveru.
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$data = simplexml_load_file($filename); //načtení a zpracování souboru
foreach ($data->file as $file) //každý tag <file> v souboru postupně 
nahraj do proměnné $file
{
foreach ($file->track as  $track) //  pro každý  tag <track> v 
aktuálním tagu <file>
{
//zpracování dat z tagu <track>
}
}
Načtení a zpracování XML souboru pomocí SimpleXML
5.3.5 Výsledná aplikace
Tato část implementace vedla k vytvoření webové aplikace tvořící serverovou část celé aplikace. Tato 
část nemusí (ovšem může) být nainstalována a provozována přímo na počítači uživatele. Umožňuje 
tak být provozována jako služba v rámci domácí sítě apod.
Aplikace umožňuje registraci nových uživatelů s vytvořením potřebných databází. Po registraci 
může uživatel nahrávat data z klientské aplikace do databáze na serveru a s těmito daty dále pracovat  
v prostředí webové aplikace (obr. 5.2). 
Uživatel může procházet informace o svých souborech, prohlížet jejich podrobnosti, filtrovat a 
vyhledávat  v  rámci  složek  nebo  celé  sbírky.  Aktuálně  zobrazené/vyhledané  záznamy může  také 
exportovat do CSV souboru pro zobrazení např. v některé z kancelářských aplikací.
U  každého  souboru  má  uživatel  také  možnost  doplnit  dodatečné  informace.  Konkrétně 
poznámku, hodnocení a případně upravit název, který se při nahrávání získává z názvu souboru. 
V případě video souborů má uživatel možnost vyhledat informace o filmu/seriálu na České  
filmové databázi  <http://www.csfd.cz>.  Aplikace obsahuje  nástroj,  který uživateli  umožňuje  najít 
relevantní  záznamy  na  těchto  stránkách  a  pro  vybraný  záznam  stáhnout  a  uložit  informace  do 
databáze k danému souboru.
Pro  hudební  soubory  obsahuje  možnost  vyhledání  textu  písně  na  stránkách 
<http://www.lyrics.com>,odkud si jej může uživatel zkopírovat k souboru do poznámky.
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Obrázek 5.2: Grafické uživatelské rozhraní webové aplikace
5.4 Instalační balíčky
Vzhledem k využití více externích nástrojů ve výsledné aplikaci a závislosti na běhovém prostředí 
Java bylo rozhodnuto o vytvoření instalačních balíčků pro distribuci aplikace. 
Tato část sice není součástí zadání a je tedy rozšířením výstupu práce. Je však jasné, že pro 
případné rozšíření výsledné aplikace mezi větší množství uživatelů je to krok velmi důležitý, možná i 
naprosto nezbytný. 
Protože se jedná o aplikaci multiplatformní, byly tyto balíčky vytvořeny pro systém Windows 
tj. standardní instalační soubor pro Windows a pro systém Linux, konkrétně pro distribuce založené  
na systému Debian, v podobě binárních DEB balíčků. Tato kapitola je tedy věnována vytváření těchto 
instalačních balíčků.
5.4.1 Instalátor pro Windows
Výhodu  přípravy  instalátoru  pro  systémy Windows  je,  že  lze  nachystat  pouze  jeden  spustitelný 
instalační  soubor,  který  lze  poté  použít  na  většině  dnes  běžně  používaných  verzích  Windows.  
Instalační balíček pro Windows je vytvořen ve třech verzích. 
První verzí je instalace pouze klientské aplikace s tím že se uživatel bude připojovat a data  
ukládat na centrálně provozovanou serverovou část, ať už na internetu nebo v rámci menší, například  
domácí  sítě.  Během instalace je pomocí záznamů v registrech systému Windows ověřeno,  zda je  
v uživatelově počítači k dispozici běhové prostředí Javy. Pokud není příslušný záznam nalezen, tedy 
běhové prostředí  není  přítomno,  je  JVM nainstalován pomocí  souboru přibaleného v instalačním 
balíčku.
Druhá  verze  obsahuje  kromě  výše  zmíněných  věcí  také  instalaci  serverové  části  aplikace 
v podobě  již  předpřipravených  souborů  volně  dostupné  přenosné  distribuce  webového  serveru 
Apache spolu s PHP a MySQL serverem.  Ve složce určené pro stránky daného serveru jsou již  
nahrány všechny soubory potřebné pro běh serverové části.
Třetí  verze  instalátoru  je  určena  pro  ty  uživatele,  kteří  chtějí  provozovat  serverovou  část  
aplikace na již existujícím webovém serveru.  Obsahuje  tedy pouze soubory potřebné pro provoz 
serverové části a pro vytvoření základní struktury databáze. Tyto soubory jsou nahrány do uživatelem 
definované složky.
Všechny  instalační  balíčky  jsou  vytvořeny  pomocí  volně  dostupného  nástroje  pro  tvoření 
instalátorů  pro  systém  Windows.  Jedná  se  o  nástroj  NSIS  (Nullsoft  Scriptable  Install  systém) 
dostupný na  <http://nsis.sourceforge.net/Main_Page>.  Tento  nástroj  poskytuje  plně  skriptovatelné 
prostředí pro tvorbu instalátorů, včetně čtení a zápisu systémových registrů Windows atd. Skripty pro 
vytvoření instalátorů jsou součástí práce na přiloženém CD-ROM.
26
5.4.2 DEB balíčky pro Linux
Jako protiklad vytváření instalátorů pro Windows je vytváření instalačních balíčků pro systémy Linux 
záležitostí  značně složitější.  Každá větší  distribuce používá vlastní systém pro instalaci programů 
a tedy i  instalačních balíčků.  V rámci  této práce je  jako příklad distribučních balíčků pro Linux 
zvolen formát DEB používaný v distribuci Debian a distribucích odvozených. Tvorba a testování  
těchto balíčků proběhla v distribuci Kubuntu, která z distribuce Debian vychází.
Binární instalační balíček DEB se vytváří pomocí nástroje dpkg, který z připravené adresářové 
struktury a souborů vytvoří správný balíček, tato struktura musí mít přesný tvar. Nejvyšší adresář  
obaluje celou strukturu a předává se jako parametr programu dpkg při vytváření balíčku. V tomto 
adresáři se musí nacházet podadresář DEBIAN, který musí obsahovat minimálně soubor s názvem 
control. Tento soubor jehož struktura je ukázána níže obsahuje informace o balíčku a programu v něm 
obsaženém, o závislostech na jiných balíčcích atd. Tyto informace jsou použity pro vytváření balíčku.
Zbylý obsah kořenového adresáře pro přípravu balíčku je struktura adresářů a souborů, která 
má být nakopírována na cílový počítač. Zajímavým souborem v balíčku, instalovaným do adresáře 
/usr/share/doc/applications  je  soubor  s  příponou  .desktop,  který  obsahuje  základní  popis,  ikonu 
a způsob spuštění aplikace. Tento soubor umožní zařazení nainstalovaného programu do aplikačního 
menu grafického prostředí systému.
Tvorba DEB balíčků pro systémy Debian a odvozené poskytuje mnohem větší prostor a širší 
možnosti než jaké jsou popsány a použity v této práci.  Od toho se také později odvíjí i  složitější 
adresářová struktura pro vytvoření balíčku a větší množství podpůrných souborů.
Stejně jako pro Windows jsou i ve formátu DEB připraveny balíčky se stejným obsahem. Na 
rozdíl od Windows však systém závislostí v systému Linux nenutí k přikládání podpůrných nástrojů  
přímo do balíčku a tak k jeho zbytečnému zvětšování,  ačkoli uživatel má tyto věci již v systému 
nainstalovány. Díky tomuto je pouze v souboru DEBIAN/control uveden seznam závislostí na jiných 
programech a knihovnách a o pjejich nainstalování se postará systém při instalaci balíčku.
Ovšem využití externích nástrojů, přináší problém v podobě různých verzí těchto programů pro 
různé architektury procesorů. Z tohoto vychází  potřeba vytvořit  balíky obsahující  externí  nástroje 
zvlášť pro procesory 32bitové a 64bitové ačkoliv samotná aplikace je na architektuře nezávislá.
Informace a návody týkající se vytváření DEB balíčků byly získány z [10] a [11].
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Package: MediaLibrary (název balíku)
Version: 1.0 (verze programu)
Section: web (sekce do které se program řadí)
Priority: optional (balík se instaluje na přání uživatele)
Architecture: i386 (architektury pro které je balík určen)
Depends: openjdk-6-jre, zlib1g, jhead (závislosti balíku)
Maintainer: Marek Holánek (správce)
Description: Elektronická knihovna multimediálních souborů.
Struktura souboru DEBIAN/control pro dpkg
6 Testování aplikace
Testování aplikace probíhalo ve dvou oddělených fázích. Jednou z nich je testování během vývoje  
aplikace autorem. Tato fáze probíhala průběžně během celého vytváření aplikace, tak aby bylo co 
nejvíce chyb a nedostatků odhaleno a napraveno.
Velkému testování  byla  také  aplikace  podrobena  po  jejím zprovoznění.  Toto  probíhalo  na 
různých operačních systémech a počítačích s využitím velkých počtů souborů, i několika tisíc, aby 
bylo možno odhalit chyby, které by vyvolaly například dříve nezjištěné informace v souborech a tedy 
změna v XML souboru. Během těchto testů bylo také odhaleno a napraveno několik chyb např. v 
komunikaci obou částí aplikace, práce s tabulkami v klientské aplikaci apod.
Nedílnou součástí otestování výsledné aplikace bylo samozřejmě její  nabídnutí k otestování 
běžným  uživatelům,  kteří  se  neúčastnili  jejího  vývoje  a  tím  pádem  mají  na  aplikaci  nezaujatý 
a nezkreslený  pohled.  Tento  pohled  je  dobrý  pro  zjištění  nedostatků  v  aplikaci  například 
v uživatelském rozhraní  a  použitelnosti  a  samozřejmě také  chyb v  programu,  které  se  například 
projeví  v  nestandardních situacích,  kdy uživatel  zkouší  jakým způsobem co funguje  a  provede i  
operace, které člověka znalého programu nenapadnou.
Aplikace  byla  nabídnuta  k  testování  několika  uživatelům společně  s  popisem jejího  účelu 
a uživatelé byly požádáni aby zkusili chvíli tuto aplikaci používat. Poté jim byl předložen k vyplnění 
dotazník vztahující se k testování aplikace. Vzor dotazníku je součástí práce v příloze. Na základě  
získaných dat pak bylo plánováno provést úpravy aplikace podle nápadů a připomínek testujících 
uživatelů.
Dotazník  také  obsahoval  možnost  hodnotit  některé  aspekty  jednotlivých  částí  aplikace  na 
bodové škále 1-5 (kde 1 je nejméně bodů, tedy nejhorší a 5 nejvíce, tedy nejlepší). Tento způsob 
hodnocení  byl  zvolen  pro  jeho  jednoduchost  a  tedy  možnost  uživatelů  stručně  a  jasně  vyjádřit 
spokojenost či nespokojenost s aplikací. Výsledky bodových hodnocení jsou k dispozici na grafech v 
obrázku 6.1, kde osy y vždy představují počet uživatelů a osy x počet udělených bodů.
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Na  základě  jednoho  z  podnětů  od  testujících  byl  upraven  způsob  získávání  a  ukládání 
informací  získaných z  ČSFD k video  souborům.  Původně  byly  vyhledány relevantní  záznamy a 
zobrazeny jako odkaz, který provedl přiřazení tohoto záznamu k souboru. Podle názoru uživatelů byl  
problém  s  určením  konkrétního  záznamu  a  „bylo  by  dobré,  kdyby  se  dalo  nejdřív  zobrazit  ty 
informace třeba v novým okně a pak teprv přiřadit“ (vyjmuto z jedné z odpovědí).  Po úpravě jsou 
nyní  u  vyhledaných  položek  dva  odkazy,  z  nichž  jeden  zobrazí  data  v  novém  okně  přímo  na  
zdrojových stránkách a druhý provede přiřazení k souboru.
Další uživateli žádanou úpravou bylo připojení manuálu do sekce download na serverové části 
a drobných nápověd či vysvětlivek u některých funkcí a možností nastavení, tak aby bylo jasnější k  
čemu slouží. Proto byly v nastavení a jiných částech aplikace doplněny popisky k funkcím a do sekce  
download na stránkách doplněn manuál, který je součástí práce na přiloženém CD.
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Obrázek 6.1: Grafy hodnocení aplikace uživateli
7 Závěr
V rámci této bakalářské práce vznikla aplikace pro správu sbírky multimediálních souborů uložených 
v počítači uživatele této aplikace. Aplikace je založena na modelu klient – server a každá část je  
samostatně funkční aplikací schopnou běžet na jiném počítači a systému než část druhá. Díky tomuto 
by bylo možné aplikaci používat i jako sdílenou službu prostřednictvím domácí či podnikové sítě 
nebo internetu. Aplikace vychází z návrhů představených v této práci, které ovšem prošly vývojem 
spolu se vznikem aplikace.
Vzniklé  řešení  je  funkční  a  použitelné a  bylo  otestováno na vzorku uživatelů.  Na základě 
tohoto testování pak bylo provedeno několik úprav aplikace, které by měly vést k větší spokojenosti  
uživatelů pracujících se systémem. 
Velkým problémem ke kterému zatím neexistuje řešení je nemožnost zpracovávat soubory s 
českými znaky v prostředí s kódováním Unicode v systémech Linux vyplývající z nahlášené, stále  
však neopravené, chyby v použitém programu MediaInfo.
Vzniklá  aplikace  může  jistě  být  předmětem  mnohých  dalších  rozšíření.  V  klientské  části 
aplikace se jako vhodné rozšíření jeví například možnost pojmenovávání souborů jinak než jaký je 
jejich název na  disku.  Možným dalším rozšířením je  implementace metody rozpoznávání  jazyka 
a jejího použití na  identifikaci jazyka  titulků uložených v externím souboru. Jiným rozšířením by 
mohla být implementace zpětného přenosu informací upravených na straně serverové části aplikace 
a jejich uložení do souborů v počítači, toto rozšíření by bylo cíleno samozřejmě hlavně na soubory 
s hudbou a v nich uložené ID3 tagy.
V serverové části by se mohlo jednat například o změny vzhledu aplikace podle uživatelem 
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