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Abstrakt
Tato práce se zabývá generováním realistických modelů stromů. Je stručně popsán vývoj
a růst stromů, a faktory které je ovlivňuji. Po té je shrnut vývoj systémů pro generování
modelů stromu a popsány vybrané systémy. Dále je navržen jednoduchý stochastický model
pro jejich generování, a popsána aplikace ve které je tento model implementován. Tento
model je pak porovnán s existujícími používanými modely a nástroji, popsány jeho výsledné
vlastnosti a naznačeno v kterých oblastech je třeba jej zlepšit.
Abstract
This thesis deals with generating realistic tree models. It describes briefly growth of trees
and factors that influence growth. Next, it describes development of methods for tree gene-
ration, and describes few chosen methods. After that, simple stochastic method for genera-
ting trees is designed, and application, in which the method is implemented, is described.
Trees created by this method are then compared with existing methods and aplications,
and its qualities are discussed. Then areas with room for improvement are named.
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Kapitola 1
Úvod
Od momentu, kdy možnosti počítačů pokročily za pouhé zpracování textových dat a prová-
dění výpočtů, a rozšířily se o práci s grafickými elementy, ať šlo o počítačem tvořené scény
pro filmy, 2D a 3D modely pro počítačové hry, nebo tvorbu 2d obrázků například pro tiskové
materiály, objevil se prostor pro využití způsobů jak usnadnit, a případně automatizovat,
tvorbu těchto grafických prvků.
Podob těchto způsobů je mnoho, může jít jen o pomocné nástroje usnadňující tvorbu
modelů1, přes nástroje umožňující vytvořit 3D model skenováním skutečného modelu2, až
po komplexní nástroje schopné vytvořit terén, obsadit jej budovami, vegetací a dalšími
prvky.
Některé z těchto oblastí byly částečně zkoumány dříve než se objevil prostor pro jejich
využití v počítačové grafice. Důvody pro to bylo různé, v některých případech je zkoumající
osoba shledala zajímavými, v jiných případech to bylo z důvodu využití v jiné oblasti než je
počítačová grafika. Z hlediska této práce se jedná o faktory ovlivňující růst rostlin, konkrétně
stromů.
V první části této práce je popsán růst a faktory ovlivňující podobu stromu. Druhá
část popisuje vývoj systémů pro generování realistických modelů stromů a metody jejich
vytváření. Třetí část představuje popis programu vytvořeného v rámci bakalářské práce,
rozdělený do několika podkapitol. V první části popisu programu jsou popsány použité
prostředky a knihovny, v druhé části popisu programu je popsáno jeho strukturování a
funkce, a poslední část popisu programu obsahuje popis použitého způsobu generování
stromů. Poslední část této práce pak porovnává systém vytvořený v této práci s existujícími
systémy, a rozebírá jeho vlastnosti.
1Například o spojení více jednoduchých modelů v jeden složitější, s možností vyhlazení spojů
2Vytvořit skutečný model, například z k tomu určené modelovací hmoty, může být pro tvůrce jednodušší
a přirozenější než jej pracně modelovat na počítači
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Kapitola 2
Růst stromu
První práce týkající se generování rostlin se soustředily na jejich růst z matematického
hlediska. Tento přístup má své opodstatnění – větve a listy vznikají ze shluků meristémových
buněk[12]1, jejichž umístění tvoří pravidelné2 geometrické vzory. Toto uspořádání se nazývá
fylotaxe.
Fylotaxi tvoří více různých uspořádání, ty mohou být střídavá, oboustranná, přeslenitá,
a spirálová [13].
• Střídavá fylotaxe označuje uspořádání, kdy listy rostou po jednom, a každý je oproti
tomu předchozímu otočený o 180◦ (jako osa je uvažována větev ze které rostou).
• V přeslenité fylotaxi vyroste více listů z jednoho bodu, a mezi sebou mají pravidelný
úhel.
• Oboustranná fylotaxe je uspořádání podobné střídavé fylotaxi, kdy z jednoho bodu
vyrostou dva listy, mající úhel mezi sebou 180◦. O oboustranné fylotaxi lze uvažovat
jako o speciálním případů přeslenité fylotaxe.
• Spirálová fylotaxe je uspořádání listů rostoucích ve spirále. Úhel mezi nimi je závislý
na druhu rostliny, obecně má podobu poměru čísla Fibonacciho posloupnosti a jeho
druhého následovníka, například 13 ,
2
5 ,
3
8 a další.
Fylotaxe se netýká pouze uspořádání listů. Fylotaxní uspořádání můžeme najít i na lístcích
slunečnice, šupinách šišky, a na mnoha dalších prvních ze sféry vegetace. Pro další studium
fylotaxe může posloužit webová stránka [2].
Stromy ale na rozdíl od nižších rostlin jsou značně ovlivněné prostředím. Mohou být na-
padeny škůdcem, struktura půdy (svah, skála, velké balvany) může ovlivnit kořeny, mohou
přijít o větev či být jinak poškozeny, nebo růst na místě které je svou charakteristikou do-
nutí růst konkrétním směrem (například strom rostoucí blízko u zdi domu může mít téměř
všechny své větve na jedné polovině).
Růst stromu se dělí na primární, a sekundární[7]. Primární růst probíhá na koncích větví
(prodlužování), a ve shlucích meristémových buněk tvorbou nových větví a listů. Sekundární
růst pak má podobu tloustnutí větví3. Z hlediska generování modelů stromů je toto ovšem
podstatné jen pokud se snažíme generovat strom opravdu realisticky a simulujeme jeho
1V lidském těle lze za jejich ekvivalent považovat kmenové buňky
2V zásadě. Podoba složitějších rostlin je ovlivňována i vnějšími faktory
3To se neděje v průběhu celého roku, výsledkem jsou letokruhy ve dřevě
3
průběžný růst, případně pokud nepoužíváme již existující texturu jako kůru a místo toho
si kůru generujeme sami.
Obecně se strom při růstu řídí užitečností větví[8][10]. Pokud daná větev zachytává
hodně světla v poměru ke své velikosti, dostává se jí dostatek živin aby rostla. Pokud
zachytává světla méně, neroste tolik, a v extrémním případě může i uschnout. Toto můžeme
v praxi dobře vidět v lese tvořeném jehličnany, například smrky, kdy oproti samostatně
stojícímu stromu, který má dole dlouhé větve, má smrk v lese větve pouze nahoře.
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Kapitola 3
Vývoj systémů pro generování
realistických modelů stromů
Počítačové generování realistických modelů stromů má za sebou poměrně dlouhý vývoj,
jehož část končící rokem 1990 byla shrnuta v podobě knihy The Algorithmic Beauty Of
Plants[9], ze které vychází podkapitola 3.1. Pokud některé z prací uvedené v této podkapi-
tole nejsou citovány, nebyly použity při tvorbě této bakalářské práce.
Pro popis vývoje po roce 1990, který je popsán v podkapitole 3.2, byla využita webová
stránka [1]. Tu udržuje Biological Modeling and Visualization research group z University of
Calgary. Skupinu vede Przemyslaw Prusinkiewicz, spoluautor knihy The Algorithmic Beauty
Of Plants. Na stránce jsou uveřejňovány výzkumné články napsané členy této skupiny,
některé z nich byly využity při tvorbě této bakalářské práce a jsou zmíněny v podkapitole
3.2.
3.1 Vývoj po rok 1990
První systém pro generování byl navržen S. Ulamem v roce 1966, s využitím konceptu
celulárních automatů, kde podoba stromu je vytvářena iteračně, počínaje jednou buňkou
umístěnou v trojúhelníkovém poli, a pak se rozšiřujícím do sousedících polí které se dotýkají
pouze jednou hranou některé z pozic obsazených v jedné z předchozích iterací. Následovalo
vícero jeho rozšíření, mezi nimi převod do třetího rozměru od N. Greeneho.
Ačkoliv tyto systémy vycházely z procesů kterými rostou skutečné rostliny, byly po-
měrně komplikované. Proto vznikla snaha vytvořit jednodušší systém, který by ale dokázal
podávat stejně realistické výsledky. První takovýto jednoduchý systém uvedl v praxi H.
Honda na základě studia tvarů a větvení vznikajících ve stromech. Vytvořil systém tvorby
soustavy přímek, pevných pravidel1 pro jejich dělení a vznik nových přímek. Ačkoliv vý-
sledná soustava přímek měla podobu stromu, stále to byla jen soustava přímek. Na zá-
kladě Hondovy práce pak vznikly další práce, zejména Modeling the Mighty Maple od J.
Bloomenthala[5](viz obrázek 3.1), a pak práce P. Oppenheimera.
Bloomenthal a Oppenheimer značně pokročili v realismu, když kolem řídících bodů ge-
nerovali polygonovou síť, dodali prohnutí větví a pečlivě vymodelovali síť v místech větvení.
Bloomenthal toho docílil v případě prohnutí větví interpolací větve pomocí splajnů, vytvoře-
ním posloupnosti kruhů podél křivek, a následným pospojováním kruhů. Místa větvení pak
modeloval pomocí soustavy několika křivek, a jejich vzájemným pohybem.
1s nastavitelnými parametry
5
Obrázek 3.1: Výsledný strom z Modeling the mighty maple. Obrázek převzat z [5]
Obrázek 3.2: Ukázka stromů vytvořeným dle Hondových pravidel s různými parametry. Pro
vytvoření byly využity L-systémy. Obrázek převzat z [9]
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S dalším přístupem, odlišným od Hondových pevných pravidel, přišlo nezávisle na sobě
více prací, kdy větve stromu byly tvořeny s určitou, nastavitelnou, pravděpodobností. Tyto
systémy se dají dále rozdělit na dvě skupiny, v závislosti na tom zda braly výraznější ohled
na biologický vývoj stromu, jako tomu bylo v práci de Reffye, nebo nikoliv, jako v práci
Reevese a Blaua. De Reffye simuloval postupný vývoj rostliny iterací prostřednictvím uzlů,
které měly určitou pravděpodobnost vytvoření nové větve, listu, nebo na odumření.
V průběhu času se objevil také další přístup, využívající L-systémů. L-systémy byly
navrhnuty v roce 1968 A. Lindenmayerem. Jde o variantu formální gramatiky vycházející
ze systémů paralelního přepisování řetězců[11]. Pro generování rostlin se používá varianta
parametrické L-systémy. Uplatnění si našly spíše v oblasti tvorby nižších rostlin[9, str. 62]
a listů rostlin.
L-systémy se zabývalo už mnoho prací, a protože v této bakalářské práci nejsou ani
použity, nebudu je zde rozebírat.
3.2 Vývoj po roce 1990
V průběhu času se objevilo několik dalších přístupů a jiných souvisejících prací. Jedním
z nich je algoritmus zabírání prostoru (Space Colonization Algorithm), s původem v tech-
nice používané pro tvorbu žilkování v listech. Jeho podoba se snahou stromu efektivně
využít prostor pro maximální míru zachytávání světla pak dala vzniknout několika apli-
kacím tohoto algoritmu pro účely tvorby stromů. Jednu z nich předvedli v roce 2007 A.
Runions, B. Lane a P. Prusinkiewicz v práci Modeling Trees with a Space Colonization
Algorithm[10].
Jejich varianta tohoto algoritmu má tuto podobu
1. Nejprve se vytvoří obálka koruny a umístí se kořenový bod stromu, ležící mimo obálku.
Obálka koruny se pak zaplní body značícími volné místo, které je k dispozici pro
zabrání.
2. Po vytvoření a naplnění obálky se cyklicky tvoří řídící struktura stromu, kdy se větve
a kmen tvoří směrem k nejbližším řídícím bodům. K větvení dochází uvnitř koruny
v závislosti na parametrech. Cyklus pokračuje do momentu kdy jsou všechny body
obsazeny, není žádný v dosahu větví, nebo do předem stanoveného počtu cyklů
3. Po vytvoření řídící struktury stromu pak dochází k jejím úpravám, jako odstranění
přebytečných bodů, nebo bodů ležících příliš blízko u sebe (například dvě větve které
byly vygenerovány s minimální vzdáleností od sebe a s prakticky rovnoběžnou podo-
bou)
4. Pak zbývá jen interpolovat body křivkami pro vytvoření přirozenější podoby stromu,
vytvořit drátový model a přidat listy (nebo případné další prvky).
Na popsání způsobu jakým strom roste v rozličném prostředí se zaměřili Z. Lam a S.
A. King v Animation of Tree Development ([8]). Jejich práce se sice primárně zaměřila na
realistický vývoj stromu a nikoliv na tvorbu detailních modelů stromů, nabízí ale postup
který lze využít při tvorbě detailního modelu stromu. Jejich model využívá L-systémy včetně
jejich rozšíření, simulujících chování uzlů stromu. Rozdíl oproti jiným modelům využívajícím
L-systémů představuje simulace energie stromu, kdy strom je tvořen prostřednictvím iterací,
při každé z nich je spočítána energie poskytovaná a požadovaná jednotlivými částmi stromu.
V závislosti na úrovních energie se pak určuje míra růstu jednotlivých větví, jako zdroj
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Obrázek 3.3: Ukázka postupu vytváření stromu pomocí algoritmu zabírání prostoru. Obrá-
zek převzat z [10]
energie jsou v tomto modelu použity listy. Míra energie poskytovaná jednotlivými listy je
získána vytvořením aktuálního modelu stromu, a pak určením viditelnosti listu z několika
různých úhlů prostým spočítáním viditelných pixelů. Což se ovšem nejeví nijak efektivní,
spíše naopak.
Kromě vytváření samotné struktury stromu se objevily práce zabývající se i tvorbou
listů, nebo kůry. J. Bloomenthal v Modeling the Mighty Maple použil na vytvoření textury
kůry gumový nabarvený odlitek skutečné kůry, a pro bump-mapu digitalizovaný rentge-
nový snímek kůry. Dále pak musel upravit texturu aby na sebe ve navazovala horní a
spodní hrana, boční hrany. Ačkoliv tento způsob poskytl poměrně dobrý výsledek, je po-
měrně pracný. Jedno z řešení nabídli P. Federl a P. Prusinkiewicz v práci nazvané Finite
element model of fracture formation on growing surfaces[6]. V této práci simulovali chování
vícevrstvých povrchů, zejména efekty různé rychlosti růstu vrchní a spodní vrstvy, a vznik
prasklin v závislosti na rozdílech rychlosti růstu. Ačkoliv je výsledek jejich postupu model,
nabízí se i možnost převést jej do textury, pokud se jedná o použití v aplikaci vykreslující
v reálném čase.
8
Obrázek 3.4: Příklad stromu vytvořeného nástrojem SpeedTree. Strom na pravé straně
je plná varianta (503 838 polygonů), na levé straně je upravená verze určená pro použití
v systémech kde je třeba vykreslovat v reálném čase (5 699 polygonů). Obrázky převzaty
z knihovny stromů na [4]
3.3 Užití
V dnešní době je nejčastěji viditelný komerční sada nástrojů SpeedTree, používaná v ši-
rokém spektru profesionálních aplikací, od počítačových her, přes simulátory, po tvorbu
detailních modelů pro potřeby filmů. Nástroj samotný byl k dispozici pro licencování od
roku 2002, a jedno z jeho prvních použití byla počítačová hra The Elder Scrolls IV: Obli-
vion. V dnešní době se dá najít jako jeden z nástrojů v herním enginu Unreal Engine 3, a
jeho volně použitelné variantě Unreal Development Kit. SpeedTree Cinema byl pak použit
na tvorbu rostlin a stromů v sci-fi filmu Avatar[3]. Příklad stromu vytvořeného nástrojem
SpeedTree je na obrázku 3.4.
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Kapitola 4
Popis programu
Program je napsán v jazyce C++, s využitím knihovny wxWidgets pro vytvoření samot-
ného okna, řídících prvků, a oblasti pro vykreslení stromu, knihovny s třídami pro práci
s maticemi a vektory a další knihovny pro načítání textur ve formátu .tga. Pro vykreslování
je využito rozhraní OpenGL. Program byl strukturován s cílem umožnit snadnou aplikaci
dalších metod generování stromů s minimálními úpravami.
Pro tvorbu programu bylo využito vývojové prostředí Microsoft Visual Studio 2008. Pro
překlad je nutné mít nainstalované wxWidgets verze 2.8.11. Jejich instalace má podobu
přeložení knihoven1, v MS Windows je překlad řešen formou projektu pro Visual Studio,
a nastavení systémové proměnné WXWIN, která ukazuje na hlavní adresář wxWidgets.
Pro překlad na dalších systémech, jako je například Linux, by za předpokladu že pro tyto
systémy existuje verze wxWidgets, a funguje na nich OpenGL, stačí vytvořit Makefile, a
případně upravit includování hlavičkových souborů wxWidgets. Překlad na dalších typech
operačních systémů testován nebyl, ale zároveň nebyly použity žádné platformně závislé
vlastnosti wxWidgets, takže by to nemělo být problém.
4.1 OpenGL
OpenGL je programové rozhraní pro práci s grafickou kartou, umožňující vykreslování 2D a
3D grafiky. OpenGL bylo původně vyvinuto společností Silicon Graphics Inc., jako otevřený
standard pro práci s grafickými funkcemi na nimi vyráběnými pracovními stanicemi, s hlav-
ním využitím v profesionální sféře. V současné době je OpenGL udržováno a dále vyvíjeno
konsorciem Khronos Group, skládajícího se širokého spektra významných společností, které
se nějakým způsobem zabývají grafikou, ať jako hardware, nebo software.
Oproti Direct3D, které je koncipováno jako velké monolitické API, má čisté OpenGL
menší počet funkcí, další jsou dostupné prostřednictvím systémem extensions(rozšíření),
které jsou k dispozici v ovladačích grafických adaptérů. Výhodou tohoto systému je možnost
snadno využít širší, nebo specializovanou funkcionalitu než kterou obsahuje API, nevýhodu
může představovat rozdílná implementace různých výrobců adaptérů, nebo rozdílné API
pro stejnou funkcionalitu, což vyžaduje jinak nadbytečný kód.
Z programátorského hlediska se OpenGL chová jako stavový stroj, kdy jakékoliv nasta-
vení zůstane ve stejném stavu, dokud není změněno, ačkoliv v aktuálních verzích OpenGL
1wxWidgets z nějakého důvodu mají z nějakého důvodu vyžadovanou třídu wxGLCanvas při překladu
jako volitelnou, proto je nutné zkontrolovat zda je její překlad nastaven. Třída je při kompilaci přeložena
pokud má makro wxUSE GLCANVAS hodnotu rovnou 1
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začíná dostávat na významu objektové chování.
Ačkoliv OpenGL nabízí možnost použít k vykreslení vertex array, nebo vertex buffer
object, pro potřeby demonstrační aplikace není způsob vykreslování kritický, takže je pou-
žit immediate mode(přímý mód), kdy je po nastavení transformační matice programem
nastaven každý bod.
4.2 wxWidgets
wxWidgets je multiplatformní knihovna pro tvorbu grafického uživatelského prostředí, pod-
porujících kromě jazyku C++ i jazyky Python, Perl, Ruby, Basic, Lua a další. Kromě
systému MS Windows podporuje i OS X, Linux, Unix, a další, včetně několika mobilních
platforem. wxWidgets jsou licencovány pod vlastní licencí autorů nazvanou wxWindows
Licence2, která vychází z L-GPL licence, s jednou výjimkou, kdy s binární podobou pro-
gramu, který wxWidgets využívá, může jeho autor programu nakládat dle svého uvážení.
Tím jsou wxWidgets použitelné i pro tvorbu proprietárního software.
Kromě tříd tvořících grafické prostředí má wxWidgets vlastní systém událostí, umožňu-
jících komunikaci mezi jednotlivými prvky. Propojení objektů lze provést dvěma různými
způsoby, staticky s využitím soustavy maker nebo dynamicky s použitím příkazu Connect.
Statický způsob provede propojení objektů při překladu, při běhu programu jej pak
nelze ovlivňovat. Provádí se použitím makra DECLARE EVENT TABLE v definici třídy3,
a pak makro tabulku s určením událostí na které má třída reagovat, která má přibližně tuto
podobu:
BEGIN_EVENT_TABLE(MyFrame, wxFrame)
EVT_MENU(wxID_EXIT, MyFrame::OnExit)
EVT_BUTTON(BUTTON1, MyFrame::OnButton1)
END_EVENT_TABLE()
První makro značí začátek tabulky, první argument je jméno třídy ke kterému tabulka
patří, druhý pak rodičovská třída. Další dvě makra a jejich argumenty jsou závislá na tom
jaké události chceme s naší třídou propojit, v této ukázce je první argument ID události.
Druhý je metoda která na událost reaguje, zde je ale potřeba dbát na to, aby funkce
přijímala správný argument, určený typem události kterou propojujeme - popis se nalézá
v dokumentaci wxWidgets.
Dynamický způsob využívá metody Connect, kterou wxWidgets třídy dědí ze základní
třídy wxEvtHandler. Tento způsob působí oproti makro tabulce v kódu zmatečněji, zejména
z důvodu většího počtu dlouhých argumentů metody Connect. Oproti tabulce ale nabízí
širší možnosti funkcionality, které budou zmíněny dále, a také možnost zrušit propojení
objektů, což u tabulky možné není.
Ačkoliv je tabulka přehlednější, propojení objektů jejím prostřednictvím je pouze zá-
kladní a omezené nepříliš patrnou vlastností. Tato vlastnost je postupování událostí pouze
rodičovským objektům, a rodič widgetu musí dědit z třídy wxWindow, která představuje
základ pro grafické objekty, a nelze ji použít například pro třídu která pouze sdružuje více
widgetů a v reakci na uživatelem provedené změny hodnot upravuje proměnné programu,
jako je tomu v programu který je součástí této práce.
2wxWindows je dřívější název wxWidgets
3Upozornění, toto makro mění modifikátory přístupu třídy pro následující prvky, proto je vhodné ho
uvést na konec
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Metoda Connect oproti tomu umožňuje nastavit jako cíl událostí i objekt, který není
rodičem objektu, který událost vyvolal. Předpoklad je že cílem je objekt dědící ze třídy
wxEvtHandler, která není nijak vázána k zobrazování.
Pro práci s OpenGL slouží ve wxWidgets dvojice tříd wxGLCanvas, a wxGLContext.
wxGLCanvas je třída představující plochu pro vykreslování grafiky. K instanci wxGLCanvas
je nutné přiřadit wxGLContext, který slouží pro spojení mezi OpenGL a instancí wxGL-
Canvas, a zároveň představuje spojení s konkrétním stavem OpenGL. Oproti předchozím
verzím wxWidgets je v současné verzi preferováno chování wxGLCanvas, kdy je zavolán
konstruktor který nevytvoří wxGLContext, ten musí být vytvořen programově a wxGLCa-
nvasu přiřazen. Takto je možné snadno přiřadit jeden kontext více instancím wxGLCanvas,
pokud je to v programu potřeba, nebo naopak dle situace střídat kontexty, pokud je potřeba
možnost například v reakci na stisk klávesy zobrazit jiný obraz s výrazně odlišným stavem
OpenGL.
4.3 Další použité prostředky
Kromě OpenGL a wxWidgets jsou použity dvě existující knihovny původně vytvořené ing.
Lukášem Polokem, jedna obsahuje třídu pro načtení a uložení textury ve formátu .tga,
druhá pak několik vektor template a jednu strukturu Matrix4f pro matice 4x4. Template a
struktura mají k dispozici funkce pro výpočet běžně používaných operací, jako je u vektoru
změna a výpočet délky, součet, rozdíl, násobení a dělení vektorů nebo skalárem, výpočet
kolmého vektoru k rovině představované dvěma vektory.
U struktury Matrix4f jsou to funkce Rotation[X,Y,Z, ] pro nastavení matice pro rotaci
kolem některé z předdefinovaných os kolem zadaného úhlu, případně kolem osy zadané vek-
torem, dále funkce Scaling pro vytvoření matice pro změnu měřítka, a funkce Rotate[X,Y,Z,
] a Scale[X,Y,Z, ] které aplikují operace popsané v předchozí části věty na již existující
matici. Pro překlad směrového vektoru slouží příkaz v Transform Dir, pro překlad bodu
v Transform Pos který aplikuje i další změny, ne jen rotaci.
Struktura Matrix4f i vektorové template mají i další funkce, ty ale nejsou v demonstrační
aplikaci využity.
4.4 Struktura programu
Základní třídou je MyFrame, odvozená z wxFrame. MyFrame vytvoří horní menu, horní
a spodní toolbar, instanci GLCanvasu, instanci TreeGen, dále panel s ovládáním a jednu
instanci třídy wxNotebook, která implementuje systém záložek, do kterých se vloží ovlá-
dací prvky. Předá se instanci třídy TreeGen (nebo odvozených) při její tvorbě, kde si tato
instance vytvoří vlastní ovládací prvky.
GLCanvas má přiřazenou aktuální instanci TreeGen, ze které si po zavolání jedné ze
svých metod přečte model, a uloží jej k sobě. Pokud je nastaven nový generátor, přiřadí se
odkaz na jeho instanci GLCanvasu.
4.5 Práce s generující třídou
Základní třídou která definuje rozhraní a funkce načítající a ukládající nastavení je třída
TreeGen. Ta kromě sebe samé pak využívá:
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• Strukturu TreeGenParams, která seskupuje parametry určující podobu stromu. Pokud
nejsou v odvozeném generátoru přepsány všechny metody pracující s touto strukturou,
je vhodné novou strukturu s novými parametry tvořit jako strukturu odvozenou od
TreeGenParams.
• Třídu Controler dědící z wxEvtHandler, která v závislosti na signálech od prvků
grafického rozhraní, které jsou k tomu účelu vytvořeny třídou Controler, nastavuje
parametry ve struktuře TreeGenParams. Pokud odvozovaný generátor používá jiné
parametry, je potřeba tuto třídu napsat znovu.
• Třídu TreeNode, její instance představují řídící body podle kterých se vytvoří drátový
model. Jsou organizovány ve stromové struktuře.
• Třídu TreeLeaf, její instance představují listy.
Kromě výše jmenovaného třída TreeGen obsahuje funkce rozhraní pro komunikaci s da-
lšími třídami, funkce pro vytvoření polygonové sítě z řídících bodů stromu, a několik dalších
podpůrných metod.
4.5.1 Rozhraní
Rozhraní třídy TreeGen pro komunikaci s vnějšími třídami představují tyto metody
• Generate
• Modify
• CreateControls
• Metody pro získání dat pro vykreslení GetWireframe, GetNormals, GetTextureCo-
ords, GetLeafsWireframe, GetLeafsNormals, GetLeafsTextureCoords
Cílem metody Generate je vytvořit strom od počátku, do stavu kdy lze získat data
potřebná pro vykreslení stromu. Po jejím zavolání by tedy měly být vytvořeny řídící body,
listy, a 3D model včetně texturovacích souřadnic a normálových vektorů.
Metoda Modify by měla obsahovat část tvorby stromu, kterou je možné opakovat bez
změny podoby stromu. Předpokládanou variantou je volání Modify z Generate po vytvoření
řídících bodů. V případě 4.7.2 jde například o vytvoření listů, nastavení tloušťky větví,
a vytvoření drátového modelu. U pokročilejších modelů to může být například zdrsnění
povrchu kmene, případná tvorba textury, nebo změna modelování větvení.
CreateControls lze implementovat předem připraveným makrem, slouží pouze k vy-
tvoření instance Controleru.
Metody pro získání dat pak pouze vrátí pole typu vector obsahující jednotlivé body
3D modelu, texturovací souřadnice a normálové vektory. Volá je vykreslující třída když je
upozorněna na to že je vytvořený nový strom.
4.5.2 Vnitřní metody
Metoda CreateModel : Polygonová síť je generována způsobem podobným tomu, jaký
použil J. Bloomenthal v [5]. Stejně jako v Bloomenthalově Modeling the Mighty Maple jsou
kolem řídících bodů vytvořeny kruhy, které jsou pak pospojovány. Orientace kruhů je daná
vektorem řídícího bodu. Oproti jeho metodě je ta v třídě TreeGen ale zjednodušená, zejména
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Obrázek 4.1: Zobrazení části kmene stromu vytvořeného základní třídou TreeGen. Červeně
zvýrazněny jsou hrany které jsou přivrácené k pozorovateli. V levé části byly pro lepší
přehlednost odstraněny jinak neviditelné hrany.
nemodeluje tak pečlivě místa větvení. Místo toho jsou spojovány pouze navazující body
stejné úrovně. Z toho důvodu je třeba aby první bod své úrovně měl počátek vygenerován
tak, aby se nacházel uvnitř drátového modelu úrovně rodičovského bodu.
Z programového hlediska je tato metoda rozdělena na tří menší metody, protože původní
podoba metody byla poměrně dlouhá, a z důvodu podobně působících konstrukcí nepříliš
přehledná:
• Metoda CreateModel
• Metoda MakeFlats
• Metoda LinkCircles
CreateModel projde celý strom, a na každý segment (pokud jsou body na stejné úrovni)
vytvoří dva kruhy, jeden dle počátečního bodu segmentu, druhý dle koncového bodu4.
Poloměr kruhu je uložen v řídícím bodu. Pokud je řídící bod zároveň bodem koncovým,
jeho segment se stále zpracuje a tento koncový bod se uloží do příslušného vektoru. Po
vytvoření kruhů se zavolá následující část.
MakeFlats dostane seznam všech koncových bodů, a z nich pak vytvoří konce větví.
Původně byl koncový bod větve vytvořen jako jeden pouhý bod. To ovšem příliš neodpovídá
realitě, a vzhled by byl příliš závislý na případném vyhlazování hran, protože jinak se na
dlouhém segmentu, který se z kruhu o malém průměru zužovalo do jednoho bodu, příliš
projevoval aliasing. Proto tato funkce pro každý koncový bod vytvoří další minisegment,
který je opět uzavřený jedním bodem (místo kruhu), ten je posunut od středu řídícího bodu
o 0, 1 hodnoty směrového vektoru řídícího bodu5.
LinkCirles je pak volána z CreateModel po skončení vytváření kruhů. Tato metoda bere
při každém průběhu dva po sobě jdoucí kruhy z jejich vektoru, které pospojuje polygony,
kterým přiřadí i texturovací souřadnice a normálové vektory. Příklad drátového modelu je
na obrázku 4.1, na obrázku 4.2 je pak vidět část s již namapovanou texturou
Metoda Decimate : Dále třída obsahuje metodu pro dodatečné zredukování počtu bodů,
zejména pro stromy kde se s tímto počítá, jako jsou rekurzivní modely s vyšší hloubkou
4Jako první se vytvoří ten dle koncového bodu
5Tento směrový vektor má délku 1
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Obrázek 4.2: Zobrazení části kmene stromu vytvořeného základní třídou TreeGen. V levé
části je část již s texturou, v pravé části navazující část zobrazená bez textury. V otexturo-
vané části jsou patrné spoje textury – textura byla sice vytvořena tak aby vždy navazovala,
v OpenGL vlivem měnícího se průměru kruhů může dojít k odlišnému namapování v rámci
jednotlivých segmentů
rekurze, nebo modely založené na space colonization algoritmu. Tato metoda postupně po-
rovná vzájemně všechny řídící body a kontroluje jejich vzájemnou vzdálenost. Stále se tak
ale může stát, že se překříží dvě větve, pokud jsou jejich řídící body dostatečně daleko od
sebe. Také je značně neefektivní upravovat zpětně soustavu řídících bodů, zvláště v situ-
acích kdy u modelu popsaného v části 4.7.2 může být řídících bodů i více než 200 000.
Z tohoto důvodu je před samotným redukováním řídících bodů nejprve vytvořeno trojroz-
měrné pole vektorů a určeny rozměry krychle obsazené stromem. Poté jsou projity všechny
řídící body, a zároveň ukládány do pole vektorů podle jejich polohy. Pak se projde pole
všech vektorů, a pro aktuální bod je zkontrolována vzdálenost všech dalších bodů v jeho
segmentu trojrozměrného pole vektorů, a v sousedících segmentech.
Pokud je nutné vygenerovat strom rychle a zároveň redukovat počet bodů, je možné
zakomponovat kód funkce redukující počet bodů do kódu generátoru, zde ale může být
komplikované dělit strom na jednotlivé segmenty, protože v době generování ještě nejsou
známé rozměry kvádrové obálky stromu v prostoru, tedy by se při každém vygenerovaném
uzlu musely kontrolovat rozměry. Alternativa by byla tvořit vícerozměrné pole vektorů
podle potřeby, potom by ale pole nemělo pravidelný tvar, a musel by se nějakým způsobem
určovat střed, případně pro každý segment pole udržovat uložený jeho vztah vůči středu
či počátku. Poměrně jednodušším řešením by bylo určit maximální možné rozměry obálky
stromu a podle toho vytvořit vícerozměrné pole.
Metoda CalculateThickness : Pro výpočet průměru kmene a větví jsou k dispozici
celkem tři metody. Protože jsou řídící body stromu uložené ve stromové struktuře, jde o re-
kurzivní metody. Dvě počítají tloušťku směrem od konečků větví ke kořenu (v následujícím
textu jsou uvedeny jako první a druhá metoda) a liší se pouze způsobem výpočtu, ta zbýva-
jící pak začíná s určenou hodnotou u kořene a postupuje ke konečkům větví (v následujícím
textu je uvedena jako třetí metoda).
První metoda vychází z [9, str. 57], rekurzivně se zanoří až ke konečkům větví kde
nastaví jako poloměr hodnotu nastavenou jako parametr, a pak vrátí volající funkci obsah
poloměr větve. Pokud funkce nebyla zavolána na uzel představující konec větve, zavolá se na
všechny následovníky, sčítá jejich průřezy, a pak zpětně vypočítá poloměr pro kruh mající
jako obsah součet průřezů. Je přítomen také koeficient kterým se násobí poloměr aktuálního
uzlu, pokud by bylo potřeba zvýšit rychlost tloustnutí větví nebo tak simulovat růst zátěže
na větev v závislosti na hmotnosti zbývající části větve, koeficient 1 je ale dostatečný, a pro
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Obrázek 4.3: Část větve interpolovaná pomocí Beziérových křivek druhého stupně. Pozn.:
obrázek byl dodatečně upraven pro vyšší přehlednost – odstraněny okolní větve a změněna
barva pozadí
druhý případ není pouhý koeficient dostatečný, protože nezohledňuje délku následujících
částí větve, a délku segmentů.
Druhá metoda používá výpočet průměru uvedený v [10], který je popsán vzorcem
rN = rN1 + . . .+ r
N
m
kde m je počet všech potomků uzlu pro který se poloměr právě počítá, rx jsou poloměry
jednotlivých potomků, a r je výsledný poloměr počítaného uzlu. N je konstanta zadaná
parametrem.
Oba tyto způsoby jsou použitelné na získání realistického výsledku. Třetí metoda už
k tomu příliš vhodná není. V této metodě se na počátku nastaví poloměr kořene, a pak se
pro následující uzly upravuje hodnota danými koeficienty v závislosti na tom zda je o další
segment nové větve, nebo o novou větev. Maximální hloubka stromu zohledněna není, a
tak snadno vzniknou situace kdy jsou konce větví příliš tlusté, nebo naopak příliš tenké.
Ačkoliv tento systém nedává realistické výsledky, uplatnění by se mohlo nalézt, například
pokud je třeba strom nějakým způsobem stylizovat.
Metoda InterpolatePointsByBezier : Protože metoda, která ze soustavy řídících bodů
tvoří polygonový model, body pouze spojí přímkou a nijak ji dále netvaruje, je přítomná
také další metoda, která interpoluje řídící body křivkami. Interpolace probíhá prostřednic-
tvím Beziérových křivek druhého stupně, v jejímž vzorci
B(t) = (1− t)2P0 + 2(1− t)tP1 + t2P2 , t ∈ [0, 1]
je B nový bod ležící na křivce, P0 počáteční bod, P2 koncový bod, a P1 je řídící bod křivky.
Parametr t určuje relativní vzdálenost nového bodu k bodům P0 a P2, a to tak že s t = 0
je nový bod identický s bodem P0, s t = 1 je identický s bodem P2, a s hodnotou t = 0, 5
leží nový bod na výsledné křivce se stejnou vzdáleností ke koncovému i počátečnímu bodu.
Parametr t se tedy mění pro každý nový interpolující bod. Před začátkem interpolace
segmentu je z délky segmentu L a hodnoty určující délku segmentů vzniklých interpolací
určen počet interpolujících bodů N , ze vztahu D = 1,0N se určí počáteční hodnota t, zároveň
se tato hodnota použije pro zvýšení hodnoty parametru t při každém kroku interpolace
původního segmentu.
Metoda RecalculateDirectionVectors : Tato metoda slouží k přepočítání směrových
vektorů řídících bodů, což může být potřeba například pro interpolační řídící body z metody
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InterpolatePointsByBezier, která novým bodům nepočítá nový vektor, ale jen přiřadí vektor
koncového bodu interpolovaného segmentu.
4.5.3 Dodatkové funkce
Parametry a ovládací prvky : Třída TreeGen používá dynamicky alokovanou struk-
turu TreeGenParams (dále je tato struktura i její potomci označováni jako Param struk-
tura), která sdružuje parametry využívané základními metodami třídy. Pokud není třeba
pro nový generátor rozšířit Param strukturu o nové položky, měl by konstruktor zůstat
prázdný a dědit z konstruktoru rodičovské třídy bez parametrů. Pokud je třeba rozšířit
Param strukturu, tak aby nebylo třeba při vytváření nových tříd dědících z třídy Tre-
eGen spravovat více různých struktur a složitě řešit jejich ukládání, je připraveno makro
BUILD CONSTRUCTOR A, které obsahuje nastavení která je potřeba provést v konstruk-
toru.
Toto makro má čtyři parametry — typ struktury s parametry (nová struktura musí
dědit z Param struktury rodiče), jméno proměnné obsahující parametry6, řetězec který bude
použit metodami ukládající parametry pro identifikaci generátoru, a poslední parametr je
jméno souboru, do kterého se budou parametry ukládat při ukončení instance generátoru.
Kromě tohoto makra je třeba v konstruktoru nové třídy zavolat metodu SetBaseParam
rodičovské třídy, aby došlo k nastavení proměnné Param struktury rodiče.
Makro kromě vytvoření struktury s parametry nastaví proměnnou X obsahující velikost
struktury s parametry , a nastaví odkaz na ni do další proměnné Y typu char *. Obě tyto
zmíněné proměnné jsou využity dalšími dvěma metodami, které slouží k načtení a uložení
parametrů, a s parametry pracují jako s polem znaků Y o velikost X.
Jako konstruktor rodičovské třídy je při vytváření třídy třeba použít verzi s parametrem
typu bool s hodnotou false. Tento je vytvořen s pomocí makra BUILD CONSTRUCTOR B,
které, pokud je parametr NoNewPar roven false, nealokuje Param strukturu a nenačítá ji
ze souboru.
Pokud má být třída použitelná i pro tvoření odvozených tříd, je třeba vytvořit vlastní
funkci SetBaseParam, která bude kromě nastavení ukazatele na Param strukturu předávat
tento odkaz dál, a druhý konstruktor který nebude alokovat Param strukturu a načítat
parametry ze souboru.
Kromě samotného ukládání a načítání parametrů je také třeba mít možnost je měnit
za chodu programu. Od toho slouží vlastní třída popsaná v 4.6. Z hlediska třídy Tree-
Gen je podstatná virtuální metoda CreateControls, která má vytvořit instanci Controler
třídy, která v závislosti na uživatelských akcích nastavuje obsah Param struktury. Me-
todu CreateControls lze v odvozené třídě implementovat předpřipraveným makrem BU-
ILD CONTROLS, první parametr makra je název třídy, druhá pak typ Controler třídy.
Je možné použít již existující Controler třídu, pokud postačí rozsah parametrů které
daný Controler nastavuje, a za předpokladu že Param struktura se kterou pracuje daný
Controler je stejná, generátor používá Param strukturu která je odvozená od struktury se
kterou pracuje Controler, nebo má identickou podobu.
Destruktor by měl zůstat prázdný, pokud generátor používá makra a nealokuje nic mimo
ně, protože destruktor základní TreeGen třídy sám uvolní paměť kterou naalokovaly makra.
6Pro usnadnění zápisu kódu generátoru je vhodnější mít proměnnou která obsahuje strukturu v její
aktuální podobě, místo toho používat proměnnou z rodičovské třídy, která sice obsahuje odkaz na aktuální
typ struktury, ale bylo by nutné ji při každém parametru přetypovávat
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Obrázek 4.4: Ukázka stromu vytvořeného s pomocí Recursive. V obou případech jde o stejný
strom, pokaždé pohled z jiné strany. Lze na něm dobře vidět rekurzivní chování, i jeho
negativní stránky.
4.6 Práce s třídou Controler
Pro vytvoření ovládacích prvků slouží třída ControlerBase a třídy z ní odvozené. Třída
ControlerBase je čistě virtuální, definuje rozhraní pro komunikaci s dalšími třídami, a v zá-
kladu také funkci která vystaví ovládání tloušťky větví a kmene. Třída ControlerBase ale
neurčuje podobu konstruktoru, u toho se používají v makru, které je určené k implementaci
funkce CreateControl třídy TreeGen, dva argumenty, první je ukazatel na instanci wxNote-
book, druhý pak ukazatel na instanci Param struktury. Vyjma konstruktoru a destruktoru
tato třída komunikuje s okolím pouze změnou hodnot v instanci Param struktury v závis-
losti na uživatelských akcích, a funkcí ActualizeParams, která nastaví ovládací prvky na
aktuální hodnoty, například při vnější změně parametrů jako je jejich načtení ze souboru.
Oddělení této třídy od třídy TreeGen umožňuje snažší případný přesun na jinou plat-
formu než jsou wxWidgets.
4.7 Použité metody pro generování
4.7.1 Recursive
Model, v programu označený jako Recursive, slouží jako ukázka možnosti rekurzivní tvorby
stromu. V této variantě jej nelze příliš využít pro generování realistických modelů, trpí na
pseudonáhodnost generovaných čísel, kdy se větve občas seřadí do roviny, jak lze vidět na
obrázku 4.4.
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Princip spočívá ve vytvoření určitého počtu vektorů, které se pak rekurzivně používají,
s případným přeorientováním dle rodičovského segmentu, na tvorbu dalších větví do předem
určené hloubky. Rozsah úhlů od směru rodičovského segmentu je při tvorbě vektorů omezen
parametry, modifikovatelnými uživatelem. Taktéž, aby se předešlo tvorbě větví s malým
vzájemným úhlem ležících blízko u sebe (a případně se až prolínajících), se v průběhu
tvorby vektorů kontroluje úhel aktuálního vektoru vůči již vygenerovaným, pokud je úhel
nižší než je úhel zadaný parametrem, vektor se zahazuje a generuje se nový.
Chováním se tento způsob tvorby stromu podobá L-systémům, nemělo by být tedy těžké
použít kód této třídy na vytvoření modelu založeného na L-systémech.
V kódu se tato třída jmenuje TreeGenRec, leží ve stejnojmenných souborech.
4.7.2 RecursiveMk2
Tento model je zdokonalením modelu Recursive, model má oddělený počet vektorů pro
větve vycházející z kmene od počtu vektorů vycházejících z větví. Má také více soustav
vektorů pro větve, použití konkrétní soustavy se určuje funkcí rand(). Počet soustav je
nastavitelný. Tato třída již dokáže vytvářet realisticky působící stromy, zvlášť při větším
nastavení hloubky.
4.7.3 Způsob počítání s vektory
Zatímco například v algoritmu zabírání prostoru se pro každý bod určuje pozice zároveň
s vektorem, rekurzivní systém generování použitý v demonstrační aplikaci nejprve vytvoří
soustavu všech řídících bodů s vektory, a až pak se pro celý strom dopočítají jejich pozice.
Nejprve se vytvoří soustavy vektorů. Tvorba jednotlivých vektorů spočívá nejprve ve
vygenerování náhodného čísla X funkcí rand(). X je poté upraveno na úhel A rad vztahem
A = pi
Xmod367
180
kde hodnota 367 slouží jako omezení rozsahu vygenerovaného čísla7, a pi a 180 na přepočet
ze stupňů na radiány, které očekávají další funkce. Po získání úhlu pak následuje první část
získání směrového vektoru.
~vx = sinA
~vy = cosA
~vz = 0
Po té se vypočítá úhel B rad určující odklon od osy Z vztahem
B = pi
min+ (Y modmax)
180
kde max je maximální úhel (je uložený jako rozdíl mezi maximem v normálním slova smyslu
a minimem), min je minimální úhel, a Y je výsledek funkce rand(). Pokud úhel B není
roven 0, vypočítá se osa ~u, kolem které se provede rotace, jako vektorový součin osy Z a
vektoru ~v pomocí metody v Cross vektorového template pro třírozměrný vektor. V celém
programu se pro udržení jednotnosti orientace takto vytvořených os volá metoda vektoru
reprezentujícího osu Z (případně X nebo Y) a jako parametr se používá aktuální vektor ~v.
7V zásadě to není s ohledem na další použití nutné
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Osy mají podobu jednotkového vektoru. Po té se vytvoří transformační matice pro rotaci
kolem osy ~u o úhel B a aplikuje se na vektor ~v. Tento vektor se pak přiřadí do pole vektorů.
Při vytváření řídících bodů se nejprve vytvoří kopie pole vektorů. Pak se vypočítá
cosinus úhlu A mezi vektorem ~w představujícího vektor rodičovského řídícího bodu, a osou
Z, podle které byl původně vektor vypočítán, vztahem
cosA =
~wx~zx + ~wy~zy + ~wz~zz√
~w2x + ~w
2
y + ~w
2
z
√
~z2x + ~z
2
y + ~z
2
z
Tento úhel se pak použije k vytvoření matice pro rotaci kolem osy ~u vzniklé vektorovým
součinem vektoru ~w a osy Z, která se pak použije pro transformaci každého vektoru v kopii
pole vektorů. Tyto vektory se pak přiřadí nově vytvořeným řídícím bodům.
Po vytvoření stromové struktury řídících bodů se přiřadí počátečnímu bodu souřadnice
[0,0,0], poté se projde zbytek bodů, a přiřadí se jim souřadnice ve směru vektoru od bodu na
kterém leží jejich rodič v určité vzdálenosti od něj. Výjimku tvoří řídící body které začínají
svoji větev, kterým se přiřadí souřadnice rodiče bez dalších úprav.
Pokud nejsou vektory nijak upraveny, jako například metodou RecalculateDirection-
Vectors, je možné počítání souřadnic přesunout z metody Generate do metody Modify,
například pro dodatečnou změnu délek větví, nebo jejich poměrů.
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Kapitola 5
Srovnání s existujícími systémy
Použitý systém má několik nedostatků. Předně je třeba vytvořit způsob kvalitního gene-
rování míst větvení. Současný způsob kdy tato místa nejsou nijak detailně modelována
sice použitelný v omezené míře je, ale ne pokud je třeba bližší pohled. V této souvislosti
vyplynula na povrch další otázka. Vygenerované stromy mají poměrně velký počet poly-
gonů. U rozvětvenějších stromů i po redukci blízkých bodů může jít i o 80 tisíc polygonů.
Kromě velikosti uloženého souboru to sebou nese pomalé vykreslování. To, zda je velký
počet polygonů problém záleží na využití výsledného modelu. Při renderování scén počet
polygonů není problém, ale při použití v aplikacích kde je důležité vykreslování v reálném
čase již takto velký počet polygonů problémem je. Pro srovnání je zde obrázek 5.1 stromu
z počítačové hry The Elder Scrolls IV: Oblivion.
Na tvorbu stromů (i rostlin) v této hře byl využit nástroj SpeedTree. Přesný počet
polygonů se mi nepodařilo zjistit, ale lze předpokládat s ohledem na způsob užití že bude
poměrně malý. Větve nejsou rozvětvené příliš do hloubky, místo toho je jich méně, mají
rozmanitý tvar a jejich povrch je pečlivě vygenerovaný. Taktéž si lze povšimnout jiného
způsobu tvorby listů, které zde jsou tvořeny ne jednotlivě, ale velkými plochami s detailní
texturou. Při vhodném užití tak lze mít minimum polygonů kmene, a ty doplnit rozlehlými
plochami listů.
Vhodnějším příklad je tento strom1, zobrazený na obrázku 5.2.
Vizuálně působí dobře, počet polygonů je 4 300, v úspornější variantě pouze 1 1302,
přesto strom působí detailně. Na obrázku 5.3 lze vidět že má tento strom poměrně nízkou
hloubku větvení, za to jsou větve detailnější.
Je ovšem vhodné poznamenat že i když stromy z nástroje SpeedTree působí vizuálně
dobře, není problém rozpoznat že jsou vytvořené počítačem.
5.1 Rozbor systému použitého v demonstrační aplikaci
Srovnání s nástrojem SpeedTree dává vyniknout nedostatkům systému použitém v demon-
strační aplikaci. Použitý systém tvorby segmentů jako válců neumožňuje pečlivěji modelovat
povrch. Je možné kruhy které jsou pak spojovány modelovat jiným způsobem, který nebude
působit uměle, ale části válce, které budou mít stejný tvar jako předchozí válec, bude tvořit
zbytečně mnoho polygonů. Částečné řešení je použití bump mapy, jako tomu bylo v Mo-
1Zdroj: knihovna stromů vytvořených nástrojem SpeedTree, [4]
2Počet polygonů se dále liší v závislosti na tom zda je o letní, zimní, nebo jinou variantu vytvořenou
SpeedTree
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Obrázek 5.1: Obrázek stromu použitého v počítačové hře The Elder Scrolls IV
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Obrázek 5.2: Ukázka stromu vytvořeného komerčním nástrojem SpeedTree. Obrázky pře-
vzaty z knihovny stromů na [4]
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Obrázek 5.3: Ukázka stromu vytvořeného komerčním nástrojem SpeedTree, zimní varianta.
Oproti 5.2 má detailněji modelované větve v oblasti kde byly dříve zakryty listy. Obrázky
převzaty z knihovny stromů na [4]
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Obrázek 5.4: Ukázka oblasti nezakryté listy
deling the mighty maple[5], ale oproti povrchům stromů vytvořených nástrojem SpeedTree
bude stále patrná přílišná pravidelnost drátového modelu.
Tvorba listů má také své nedostatky. Zejména současný systém použitý v demonstrační
aplikaci tvoří listy pouze na posledních větvích. Samo o sobě by toto nebyl problém, ale
použitý rekurzní systém má za následek že listy jsou pouze na konci větve jako celku, kde
se nacházejí koncové segmenty větví. Pokud se vygenerují nevhodně uspořádané vektory,
může pak snadno vzniknout strom, kde je z vnějšku viditelná oblast obsahující pouze větve
jako je tomu na obrázku 5.4. Což neodpovídá skutečnému růstu stromu, který by takovou
oblast zaplnil. Jako řešení se nabízí tvorba stromu pomocí algoritmu zabírání prostoru,
nebo upravit rekurzní systém tak, aby tvořil kromě normálních větví další větve, které by
měly posunutou hloubku, a tvořily tak listy blíže ke kmeni.
Za určitých situací se také projeví náhodnost pseudonáhodných čísel nevhodným způ-
sobem, kdy například všechny větve směřují stejným směrem, tak jako tomu bylo v případě
popisovaném v předchozím odstavci. Jako příklad poslouží stejný strom, tentokrát v po-
hledu ze spod, zobrazený na obrázku 5.5. V tomto příkladě došlo k více jevům. Červenými
šipkami jsou zobrazeny úhly ze kterých je vidět významná část holých větví. U horní šipky
došlo k tomu, že mezi vektory větví vycházejících z hlavního kmene vznikla příliš velká
mezera. U spodní šipky jsou sice větve vycházející z kmene poměrně blízko u sebe, ale zde
došlo k tomu že pro vytvoření dalších navazujících větví byly skrze funkci rand vybrány vek-
torové vzory, kde všechny vektory směřují velice podobným směrem, jak je vidět v modrém
rámečku. V ním zvýrazněné oblasti došlo také k dalšímu jevu, kdy, ač se při tvorbě tohoto
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Obrázek 5.5: Pohled na strom a rozložení hlavních větví ze spod
stromu použila funkce redukující počet řídících bodů popisovaná v kapitole 4.5.2, zůstal
jeden řídící ležet téměř uvnitř větve. To je jeden z projevů kontroly vzdálenosti řídících
bodů vůči dalším bodům, a nikoliv vůči modelu.
Na tomto stromu lze vidět jeden z dalších projevů rekurze, kdy nehledě na rovnoměr-
nost nebo nerovnoměrnost rozložení náhodných čísel dojde s dostatečnou hloubkou rekurze
k vracení se větví zpět ke kmeni, jak lze vidět na obrázku 5.6. Tento jev naštěstí částečně
dokáže omezit redukce počtu řídících bodů, kdy u vyšší hloubky rekurze dojde zároveň se
stáčením se ke kmeni k přiblížení se k řídícím bodům které mají nižší hloubku. U redukce
je odmazán ten bod který má vyšší hloubku, takže větve stáčející se zpět ke kmeni jsou
ukončeny dříve než by tento jev začal být výrazný.
Další jev nastane při použití interpolace. Na obrázku 5.7 je srovnání dvou stromů, levý
strom byl vytvořen bez interpolace, pravý s interpolací. Na interpolovaných segmentech
se projevuje další důsledek způsobu tvorby vektorových vzorů, a to přílišné úhly segmentů
jedné větve. Z vektorového vzoru je jako vektor, který určuje pokračování větve jejíž koncový
řídící bod figuruje jako rodič, vybrán ten, který se nejméně odchyluje od osy Z (před
přeorientováním k ose rodičovského řídícího bodu). Při tvorbě vektorových vzorů je ale
uplatněn minimální úhel, jak bylo popsáno v kapitole 4.7.3, takže úhly mezi segmenty jsou
příliš velké, což ústí v přílišné prohnutí interpolovaných segmentů.
Je také nutné zmínit textury. V demonstrační aplikaci jsou použity poměrně malé tex-
tury. Textura kůry má velikost 64x64 pixelů, textura použitá pro listy 256x256. Jejich zob-
razení je na obrázku 5.8. U kůry se snadno projeví repetetivnost textury. Dobře to ilustruje
obrázek 5.9, kde se vlivem malé textury často opakuje jedna a ta stejná rozdílnost dvou
částí textury (vznikla neúmyslně úpravou textury za cílem navazování krajů textury). Toto
ale není otázka velikosti textury, ale rozsahu, v jakém pokrývá daný segment část textury.
Pokud bude celá textura pokrývat malou část segmentu, bude se tento jev pravděpodobně
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Obrázek 5.6: Důsledek velké hloubky rekurze
Obrázek 5.7: Porovnání stromu vytvořeného s interpolací řídících bodů (vpravo) se stromem
vytvořeného bez interpolace (vpravo)
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Obrázek 5.8: Textury použité v demonstrační aplikaci
Obrázek 5.9: Opakování textury na kmeni. Vygenerováno základním generátorem
opakovat. Experimentálně bylo provedeno použití větší textury (nečtvercového formátu).
Výsledek byl poměrně dobrý na RecursiveMk2, jak lze vidět levé části obrázku 5.10. Na
pravé části je pak kmen vytvořený základní třídou, kde je vidět více efekt opakující se tex-
tury. Rozdíl je daný rozdílnou délkou segmentů. U stromu vytvořeného základní třídou je
sice počet segmentů zbytečný, když by mohly být tvořený jedním větším segmentem, ale
například u interpolovaných segmentů nelze jejich počet nijak jednoduše snížit.
Listy vzhledově problém nejsou (vyjma nekvalitní použité textury), ale systém kdy je
vytvořeno mnoho malých listů způsobuje výkonový problém, kdy musí mnohokrát probíhat
alfa test na viditelnost objektů, která se mají teprve vykreslit za již vykresleným listem. Pro
srovnání, strom vygenerovaný bez redukce počtu řídících bodů, který se skládá z 142 357
polygonů kmene, a 65 610 polygonů listů, je bez zobrazování listů vykreslován v přímém
módu v rozumném počtu snímků za sekundu 3 pohybujícím se přibližně mezi 25-30fps, při
vykreslování listů ale počet snímků spadne orientačně na 2-3 snímky za sekundu.
3Na notebooku s dvou jádrovým procesorem je pozorovatelné určité trhání
28
Obrázek 5.10: Rozdíl mapování textury v závislosti na velikosti segmentů
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Kapitola 6
Závěr
Cílem této bakalářské práce bylo prostudovat různé strategie růstu stromu a existující
systémy jejich generování, a implementovat jednoduchou aplikaci demonstrující generování
a vykreslování stromů pomocí navrženého systému. V kapitole 5 byl rozebrán navržený
model, a jeho nedostatky. V průběhu srovnání vyvstala otázka, jaké užití mají mít stromy
vytvořené libovolným systémem. Pro použití v aplikacích, které vykreslují v reálném čase,
je důležité mít minimální počet polygonů při zachování dobrého vzhledu. Jak je vidět na
obrázku 5.3, toto může být snadno v rozporu s realistickým vzhledem, kdy tento strom
sice vypadá dobře, ale nepřítomnost tenčích větví není příliš realistická. Podobná situace
je i u tvorby předrenderovaných scén, například trikových scén ve filmech, kdy sice není
nutnost mít model s počtem polygonů dostatečně malým pro vykreslování v reálném čase,
ale model se zbytečně velkým počtem polygonů také není ideální, protože zvýší časové a
zároveň finanční nároky na renderování scény.
Byla vytvořena demonstrační aplikace, popsaná v kapitole 4, se základní funkcionalitou
a strukturou tvořenou s ohledem na vytváření odvozených tříd pro jiné metody generování
stromů. Z hlediska aplikace, bylo by vhodné přepracovat funkci převádějící řídící body na
drátový model. Současná funkce, kromě toho že je část drátového modelu skrytá v části jiné,
nijak nevytváří přirozené větvení. Způsob tvorby ovládacích prvků je funkčně dostatečný,
ale je třeba vystavět nějaký způsob jak jej usnadnit, protože současná podoba vyžaduje
příliš mnoho psaní kódu, který je do určité míry duplicitní. Jako řešení se nabízí vytvořit
v ControlerBase sadu funkcí pro vystavění předdefinovaných ovládacích prvků, jako je tomu
u ovládání tloušťky větví a kmene, nebo vytvořit systém využívající maker.
Použitý způsob generování stromu se ukázal jako příliš náhodný, zejména s ohledem
na chování při interpolaci Beziérovými křivkami. Pro odstranění holých míst, a míst kde
vektory směřují nevhodným směrem (například se prudce všechny stočí směrem ke kmeni)
by se dalo použít zúžení náhodnosti a zvýšení vlivu nastavených mezí, ale nabízí se otázka
zda nebude snažší využívat k generování modelů stromů úplně jiný systém, jako je například
algoritmus zabírání prostoru[10], nebo L-systémy.
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Příloha A
Obsah CD
• Zdrojový kód – soubory se zdrojovým kódem aplikace, společně s dodatečnými sou-
bory jako jsou textury nebo ikonky.
• Text – soubory se zdrojovým kódem textové části práce, s přiloženými již vytvořenými
.pdf soubory.
• Příklady již vytvořených souborů – obsahuje složky s různými uloženými stromy,
texturami použitými na jejich tvorbu, a soubory s parametry použitými na tvorbu
těchto stromů, a ilustračními screenshoty.
• Aplikace v binární podobě – obsahuje již přeloženou aplikaci, a soubory potřebné ke
spuštění.
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