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This thesis deals primarily with the implementation of such a goal recognizing expert invocation system. 
It is the WIZARD documentation and final working report. I discuss the motivations for the design of the 
system and detail the knowledge base and heuristics that support goal recognition. Some issues of 
generality are taken up and potential topics for later research are presented which will extend WIZARD'S 
capabilities. 
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1.0 Chapter 1:  Recognizing a User Ass i s t ance  Loophole. 
No one w i l l  a rgue  t h e  u t i l i t y  of a u s e r  a s s i s t a n c e  processor .  
Such systems a r e  e s p e c i a l l y  u s e f u l - d u r i n g  i n i t i a l  e x p l o r a t i o n  i n  a new 
i n t e r a c t i v e  environment. I n  t h i s  chap te r  I mot iva te  t h i s  work by 
showing t h a t  t h e r e  is  a s p e c i e s  of problem no t  covered by t y p i c a l  u se r  
a i d  paradigms. My s o l u t i o n ,  WIZARD, is in t roduced  and an o u t l i n e  of  
i t s  process ing  i s  given. 
1.1 Common Users Ass i s t ance  Paradigms. 
Unfor tuna te ly ,  most of t h e  h e l p  programs c u r r e n t l y  a v a i l a b l e  are 
annoyingly a n t i - s o c i a l .  They a r e  of u s e  on ly  i f  t h e  u s e r  e x p l i c i t l y  
c a l l s  on them o r  i f  an error occurs  which the  system knows how t o  d e a l  
with.  
Here a r e  a f e w  exam. ies  of t h e  types  of i n t e r a c t j - o n s  t h a t  t a k e  
p l a c e  w i th  such a i d s :  
$HELP LOGOUT 
%The logout  command causes. . .  
[The "$" w i l l  c o n s i s t e n t l y  i n d i c a t e  u se r  i npu t  and t h e  "X" w i l l  show 
t h e  system's response.]  
I n  t h e  above example, an e x p l i c i t  i nvoca t ion  of t h e  u se r  
a s s i s t a n c e  processor ,  two assumptions a r e  made t h a t  a r e  r e l e v a n t  t o  
t h i s  d i s cus s ion :  i t  is assumed t h a t  t h e  user  knows how t o  a s k  f o r  
he lp  and i t  is  assumed that. he knows e x a c t l y  which q u e s t i o n  t o  ask .  
Following is  an example of an error-invoked he lp  t r ansac t ion :  
%Error SUCH-AND-SUCH occurred. 
%Do you need help?  
I n  th3.s case,  the  use r  needn't know-how t o  ask  f o r  help.  An e r r o r  
demanded a t t e n t i o n  i m p l i c i t l y .  Assuming t h a t  the  h e l p  program is 
somewhat c l eve r ,  the  user  needn't know exac t ly  how t o  work wi th  i t .  
Of course, t h i s  i n t e r a c t i o n  is  predicated on the  user  having caused an 
e r r o r .  
Various improvements can be made t o  the  above paradigms but rbeir 
assumptions remain an obs tac le  t o  complete user  a s s i s t a n c e .  Following 
a r e  s e v e r a l  of t h e  more common enhanced funct ions  based upon the  above 
behaviors: 
The "do what X meant1' gaine: 
SLOGOUT 
%LOGOUT i s  not a l e g a l  command, 
%perhaps you meant t o  type BYE? 
The combination of the  major themes: 
$INFO LOGOUT 
%INFO i s  not  a l e g a l  command, 
%perhaps you meant t o  type HELP?$yes 
%LOGOUT i s  not  known t o  the  HELP system, 
%perhaps you meant t o  type BYE?$yes 
%The BYE command causes... 
Holding the  user 's hand: 
%Welcome t o  VAX/lQlS a t  The Moore School 
%Type HELP i f  you need it. 
1.2 ' h e  Presutriptions of E r ro r  o r  Missed Knowledge. 
Ucfor tuna te ly ,  a l l  of t h e  above i n t e r a c t i o n s  depend upon t h e  
use r ' s  awareness t h a t  he  i s  i n - n e e d  of a s s i s t a n c e  o r  t h e  system's 
a b i l i t y  t o  recognize  mis takes  (which most systems do) and respond t o  
them i n  a h e l p f u l  manner (which most systems do n o t ) .  Consider t h e  
fo l lowing  example: 
Suppose t h a t  a beginner  wished t o  change t h e  name of a f i l e  i n  
t h e  new system. Knowing about t h e  COPY and DELETE commands h e  might 
t h i n k  t o  change f i lename PA t o  B v i a :  
An expe r t  u s e r  observ ing  t h i s  behavior  would probably c o r r e c t  him 
i n d i c a t i n g  t h a t  h e  could have simply typed: 
t o  accomplish t h e  same r e s u l t .  
Without b e n e f i t  of a c o n s u l t a n t  t h e  use r  is burdened wi th  a g r e a t  
d e a l  of work i n  o rde r  t o  l e a r n  about such shorthand i n c a n t a t i o n s .  He 
must : 
- Recognize t h e  d e s i r e d  func t ion  as an  unique e n t i t y ,  
(Changing t h e  name of a f i l e . )  
- Guess t h a t  t h e  system des igne r s  have provided a way of 
doing t h i s  without  having t o  COPY t h e  f i l e  and DELETE i t ,  
and, 
- Guess how t o  a s k  f o r  h e l p  about t h i s  func t ion .  
. -- - 
m e n  g ran t ing  t h e  f i r s t  and second of t h e s e  o b s t a c l e s  a r e  
surmountable, and assuming t h a t  he knew how t o  invoke t h e  h e l p  
processor ,  what would he have asked about? I n  t h i s  p a r t i c u l a r  c a s e  
asking f o r  in format ion  on RENAME would have done t h e  t r i c k  bu t  t h e r e  
i s  a t  l e a s t  one system where t h e  command used t o  perform t h i s  e x a c t  
ope ra t ion  i s  CATALOG -- n o t  as l i k e i y  a guess.  [Some of u s  a r e  
p a i n f u l l y  f a m i l i a r  with "PIP B=A/RE".J He n i g h t  have asked about 
"changing t h e  name of a f i l e "  and a s u f f i c i e n t l y  i n t e l l i g e n t  processor  
might have f i g u r e d  ou t  what was meant. Such c l eve rnes s  is  r a r e .  A 
s impler  way o u t ,  assuming aga in  t h a t  t h e  beginner  thought t o  a s k  a t  
a l l ,  would be  t o  a s k  f o r  a l i s t  of a l l  h e l p  and then hunt  around f o r  
t h e  RENAME command. This  is  a c l e a r  waste of time. 
More impor tan t ly ,  t h e  behzivlor was p e r f e c t l y  v a l i d  and d i d  
accomplish t h e  name change. A s  f a r  as t h e  use r  is concerned i t  i s  
p e r f e c t l y  reasonable  t o  go on i n d e f i n i t e l y  without  t h e  RENAME command. 
No e r r o r s  occurred which might have t r i g g e r e d  a h e l p  i n t e r a c t i o n  and 
t h e r e  w a s  no reason f o r  t h e  system t o  t h i n k  twice  about  t h e  v a l i d i t y  
of t h i s  C0PY-I-DELETE sequence. 
Thus, i n  t h i s  case ,  n e i t h e r  t h e  use r  i n i t i a t e d  h e l p  processor  o r  
t h e  e r r o r  i n i t i a t e d  h e l p  processor  would have been any u s e  a t  a l l .  It 
o f t e n  r e q u i r e s  a n  expe r t  t o  ca t ch  t h i s  e r r o r  of omission. Such 
persons have t r a i n e d  themselves by word-of-mouth o r  some o t h e r  means. 
These persons can o f t e n  be  found i n  t h e  g u i s e  of a u se r  c o n s u l t a n t  o r  
h igh ly  experienced use r .  [The pen-name f o r  such an  i n d i v i d u a l  i s  a 
Even g ran t ing  t h e  f i r s t  and second of t h e s e  o b s t a c l e s  are 
surmountable,  and assuming t h a t  he  knew how t o  invoke t h e  h e l p  
processor ,  what would he have asked about? I n  t h i s  p a r t i c u l a r  c a s e  
ask ing  f o r  in format ion  on RENAME would have done t h e  t r i c k  b u t  t h e r e  
is  a t  l e a s t  one system where t h e  command used t o  perform t h i s  e x a c t  
ope ra t ion  i s  CATALOG -- no t  as l i k e l y  a guess.  [Some of u s  a r e  
p a i n f u l l y  f a m i l i a r  wi th  "PIP B=A/RE1'.] He might have asked about  
"changing t h e  name of a f i l e "  and a s u f f i c i e n t L y  i n t e l l i g e n t  processor  
might have f igu red  ou t  what was meant. Such c l eve rnes s  is r a r e .  A 
s impler  way o u t ,  assuming aga in  t h a t  t h e  beginner  thought t o  a s k  a t  
a l l ,  would be t o  a sk  f o r  a list of a l l  h e l p  and then  hunt  around f o r  
t h e  RENAME command. This  is a c l e a r  waste of time. 
More impor tan t ly ,  t h e  3 e h a v i . o ~  was p e r f e c t l y  v a l i d  and d i d  
accomplish t h e  name change. A s  f a r  as t h e  use r  is  concerned i t  i s  
p e r f e c t l y  reasonable  t o  go on i n d e f i n i t e l y  without  the RENAME command. 
No e r r o r s  occurred which might have t r i g g e r e d  a h e l l  i n t e r a c t i o n  and 
t h e r e  w a s  no reason f o r  t h e  system t o  t h i n k  twice about  t h e  v a l i d i t y  
of t h i s  COPY+DELETE sequence. 
Thus, i n  t h i s  case ,  n e i t h e r  t h e  use r  i n i t i a t e d  h e l p  processor  o r  
t h e  e r r o r  i n i t i a t e d  h e l p  processor  would have been any u s e  a t  a l l .  It 
o f t e n  r e q u i r e s  an  e x p e r t  t o  ca t ch  t h i s  e r r o r  of >mission. Such 
persons have t r a i n e d  themselves by word-of-mouth o r  some o t h e r  means. 
These persons can o f t e n  be found i n  t h e  gu i se  of a use r  c o n s u l t a n t  o r  
h igh ly  experienced user .  [The pen-name f o r  such an i n d i v i d u a l  i s  a 
"wizard" thus  I have named the  system WIZAIiD and s h a l l  r e f e r  t o  i t  by 
t h a t  name from h e r e  on.] 
1.3 The Thirci Paradigm: WIZARD'S Informal In t roduc t ion .  
One can imagine a h e l p  processor  t h a t  would "understand" commands 
t h a t  t h e  u s e r  e n t e r s  and would "recognize" t h e  goa l  t h a t  t hey  are most 
l i k e l y  meant t o  implement. Assuming t h a t  t h e  system is c l e v e r  enough 
t o  s e e  t h a t  t h e  COPY+DELETE sequence i s  meant t o  b e  a RENAME, it would 
no t  b e  very  d i f f i c u l t  t o  have i t  t e l l  t h e  u se r  about t h e  e x i s t e n c e  of 
RENAME o r  t o  invoke a s e p a r a t e  h e l p  processor  f o r  t h i s  purpose. 
The WIZARD i n t e r a c t i o n s  might be: 
$COPY A B 
$DELETE A 
XAssuming t h a t  you wanred t o  rename r h e  f i l e  A t o  ca l l  
%it B you mi& have s i n p l y  sa id :  SRENLYE: A B. You can 
%ask f o r  HELP on t h e  RENAME command by typing  $HELP RENAPSE. 
1.4 Some Terminology. 
A "sequence" is  any l is t  of commands t o  t h e  o p e r a t i n g  system. 
[The p a r t i c u l a r  domain of WIZARD i s  t h e  VAX DCL command language.] I 
s h a l l  r e f e r  t o  t h e  user ' s  long-winded command sequence as a 
I1 misbehavior". Each sequence I s  s a i d  t o  have a "goalf1 which is  t h e  
e f f e c t  t h a t  t h e  use r  wished t o  achieve  through h i s  a p p l i c a t i o n  of t h e  
sequence. I n  t h e  above example t h e  goa l  was something l i k e  "change 
t h e  name of t h e  f i l e  A t o  B". 
WIZARD is  s a i d  t o  "recognize1' t h e  g o a l  of a sequence. That is ,  
g iven  a sequence i t  can dec ide  from the  un ive r se  of known g o a l s  which 
one ( s )  were l i k e l y  in tended  by t h e  user .  The p o t e n t i a l  misbehaviors ,  
g o a l s ,  recommended sequences and t h e  r e l a t i o n s h i p s  between them a r e  
meant t o  be  predef ined  by t h e  human consu l t an t  whose job it i s  t o  
c o n t r o l  what WIZARD w i l l  r ecognize  and what advice  w i l l  b e  
d i s t r i b u t e d .  
1.5 Goal Recognit ion H e u r i s t i c s .  
There a r e  va r ious  methods t h a t  have been used t o  perform 
recogn i t i on  of tile i n t e n t i o n  from inpu t  sequences.  Most a r e  d r iven  by 
p a t t e r n  matchers of one s o r t  o r  another .  It is c l e a r  t h a t  some s o r t  
of p a r s e r  is requ i r ed  i n  o rde r  t o  t ake  t h e  f i r s t  s t e p  of unders tanding  
t h e  indivi.dua1 commands. It 3.s t h e  job of t h a t  process  t o  t ransform 
i n d i v i d u a l  i npu t  s t r i n g s  i n t o  some i n t e r n a l  r e p r e s e n t a t i o n  t h a t  can b e  
used t o  d r i v e  t h e  g o a l  r cogn i t i on  process .  This  w i l l  be d e t a i l e d  i n  
chapter  2. 
Less c l e a r  is  t h e  process ing  t h a t  performs r ecogn i t i on  over  t ho  
e n t i r e  u s e r  i npu t .  This  i s  t h e  a lgor i thm (o r  h e u r i s t i c )  t h a t  w i l l  
determine when a  h e l p  t r a n s a c t i o n  should be invoked. The t h r e e  
a p p r ~ a c h e s  t h a t  were con3idered i n  t h e  process  of WIZARD'S des ign  were 
environmental change obse rva t ion ,  s y n t a c t i c  a n a l y s i s ,  and 
a n t i c i p a t i o n .  
1.5.1 Environmental Change Observation. 
An i n t e r e s t i n g  approach bu t  one which causes s e v e r a l  problems is  
t o  d e r i v e  t h e  g o a l  by comparing t h e  environment be fo re  t h e  o p e r a t i o n  
wi th  t h e  environment a f te rward .  Thus, t h e  goa l  -change t h e  name of a  
f i l e i 1  can be  discovered by see ing  t h a t  a f i lename has  been changed. 
This  is  n o t  a c t u a l l y  s o  s imple.  F i r s t ,  i t  may be necessary  t o  compare 
t h e  e n t i r e  environment i n  o r d e r  t o  d e r i v e  t h e  goal .  I n  o rde r  t o  
d i s t i n g u i s h  between having renamed an  exi .s t ing f i l e  and having simply 
d e l e t e d  one f i l e  and c r e a t e d  an  e n t i r e l y  d i f f e r e n t  one i t  is neces sa ry  
to  compare a t  l e a s t  t h e  con ten t s  of t h e  new f i l e  wi th  t h e  o ld .  
Another d i f f i c u l t y  i n  t h i s  approach i s  t h a t  i t  is  no t  s imple t o  d e f i n e  
the  bounds of t h e  r ecogn i t i on .  We must assune  t h a t  r ecogn i t i on  i s  
occurr ing  a l l  t h e  t ime (every p o s s i b l e  change i s  be ing  recognized)  and 
t h a t  something o u t s i d e  of t h i s  process  causes t h e  recognizer  t o  
a c t u a l l y  c a l l  upon t h e  h e l p  system. It is s t i l l  necessary  t o  have i n  
hand t h e  command images i n  o r d e r  t h a t  t h e  recognizer  no t  warn t h e  use r  
about RENAME a f t e r  h i s  j u s t  having used a  RENAME. 
Another more d i f f i c u l t  problem wi th  t h i s  approach i s  t h a t  i t  
f o r c e s  t h e  des igner  t o  develope a  theory  of s i g n i f i c a n c e  i n  o r d e r  t o  
determine which of s e v e r a l  s imultaneous changes t o  focus on. For 
example, t h e  COPY+DELETE sequence a l s o  updated t h e  c r e a t i o n  d a t e s ,  and 
took s e v e r a l  seconds of CPU time. Suppose t h a t  h e l p  were a v a i l a b l e  
fo r  "how t o  waste CPU t i m e " .  Would one p r e f e r  t o  invoke t h a t  a i d  o r  
t h e  h e l p  f o r  RENAME? 
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Environmental in format ion  a lone  is  not  s u f f i c i e n t  and is ve ry  
d i f f i c u l t  t o  o b t a i n  a t  t imes (e.g., t h e  con ten t s  of a DELETED f i l e ) .  
Thus, t h i s  approach was no t  considered f o r  very  long. It is probably 
b e t t e r  app l i ed  t o  t e x t  e d i t o r  environments where t h e  language i s  
simple and t h e  environment is  r e a d i l y  a t  hand. 
1.5.2 The S y n t a c t i c  Approach. 
I n  many ways, t h i s  problem is  l i k e  t h a t  con f ron t ing  a n a t u r a l  
language understanding system. WIZARD might s eek  a match f o r  a "goal 
pa t te rn t '  i n  much t h e  same w a y  t h a t  t h e  r u l e  based execut ion  of a 
t r ans fo rma t iona l  grammar seeks  t h e  base  form of a sentence .  The 
c o n t r o l  mechanism may a l s o  be t h e  same as a n a t u r a l  language 
understanding system; kTN dr iven  p a r s e r s  can be s u c c e ~ s f u l l y  used i n  
t h i s  work. 
A problem with t ? i s  approach is  m u l t i p l e  sequences may be 
in te r twined .  Consider t h e  fo l lowing  example: 
W e  would probably want t h e  h e l p  ( f o r  a t  l e a s t  t h e  f i r s t  of t h e  p a i r )  
t o  be  presented  even -hcugh t h e r e  is a "noise" command (COPY C D) i n  
t h e  way. The e x t r a  commands could be ignored as n o i s e  b u t  then  t h e  
second nes ted  sequence w o u l d  not  be recognized. Suppose t h a t  w e  
wanted t o  warn t h e  use r  each t ime he makes t h i s  mistake. Then t h e  
- -- 
second sequence (COPY C, DELETE C) need be analyzed a s  w e l l  a s  t h e  
f i r s t .  I f  n o i s e  were simply ignored we would l o s e  t h i s  second 
recogni t ion .  
1.5.3 Goal Recognit ion by Ant ic ipa t ion .  
It might be  p o s s i b l e  t o  modify some s tandard  pa r s ing  a lgo r i thm t o  
handle  t hese  problems but  a  more gene ra l  approach is  suggested by t h e  
above: It seems t h a t  two s e p a r a t e  and non-communicating processes  a r e  
t ak ing  p l ace  i n  t h e  in t e r tw ined  r ecogn i t i on  (assuming t h a t  we would 
l i k e  t h e  redundant warnings).  Why no t  simply s t a r t  t h e  understanding 
processes  independent ly of one another .  This  approach r e s o l y e s  t h e  
n o i s e  and i n t e r  twining d i f f i c u l t i e s  s imultaneously.  The 
i ~ p l e l n e n t a t i o n  of such independent processes  i n  a p a r s e r  environrrent 
may b e  accomplished by a n t i c i p a t i o n :  Entered commands t h a t  a r e  
e a r l i e r  p a r t s  of sequences cause t h e  p a r s e r  t o  be modified such t h a t  
l a t e r  commands a r e  understood a s  t h e  fo l lowing  p o r t i o n s  of t h e  
sequences under cons ide ra t ion .  
To be a  b i t  more d e t a i l e d :  Each t ime a  command is en te red  i t  is 
i n t e r c e p t e d  and processed by WIZARD. The f i r s t  s t e p  i n  t h i s  
process ing  i s  t o  f o r c e  t h e  command t o  become an  i n d i v i d u a l  of  some 
g e n e r i c  DCL-command and pa r se  i t  accord ingly .  The p a r s e r  s ea rches  a  
semantic  n e t  d e s c r i p t i o n  of t h e  DCL language t r y i n g  t o  match, a t  each 
DCL-command node, t h e  c u r r e n t  command wi th  t h a t  gene r i c .  I f  i t  
matches ( i . e . ,  t h e  pa r se  succeeds from t h a t  node) t hen  t h e  c u r r e n t  
. - -  - - - - A  
command is instantiated as an individual of that generic DCL-command. 
This is the process that I refer to as "understanding". 
The instantiation of an indivi-dual causes some set of prescribed 
actions to take place. These actions change the structure of the 
network which controls the parser. The effect is that of laying traps 
for the latter portions of the sequence that is to be recognized. The 
last action to be invoked in this recognition process is the 
successful recognition of the goal. That action might include the 
construction of help text using data that has been passed along in the 
semantics of the parsing objects. It is very important to notice that 
this method is driven entirely from the syntax of the incoming 
commands. No external information i s  used in the recognition task. 
We will see that this is a problem for WIZARD in this particular 
domain. 
This method of recognition is not unlike Riesbeck's natural 
language understanding system [ l o  and 111 which uses expectation 
schema to direct the parsing process although the domain and data 
structure are a great deal different. For Riesbeck; "The mechanism 
for passing information from one point in the analysis to the other is 
the expectation. An expectation consists of a specification of a 
situation and a specification of what to do if thet situation is 
encountered". This matches my thinking exactly. In fact, I strongly 
recommend references [ l o ]  and [I11 to the reader interested in the 
anticipatory recognition approach. Many of the arguments put forth 
h e r e  a r e  very l i k e  Riesbeck's. 
1.6 COPY+DELETE De ta i l ed ,  
Applying t h i s  approach t o  t h e  example above, one can t h i n k  of t h e  
command "COPY A B" a s  s e t t i n g  a  t r a p  which r eads  "If  t h e  command 
'DELETE A' i s  e n t e r e d ,  t e l l  t h e  u s e r  t h a t  a  RENAME command might have 
been more appropr ia te" .  Thus, t h e  a c t i o n  a t t a c h e d  t o  
"COPY f i l e l  f i l e 2 "  would be  "Set a  t r a p  t h a t  i s  a DELETE command f o r  
f i l e l  w i th  t h e  proper  a s s o c i a t e d  ac t ions" .  
We w i l l  see t h a t  t h i s  i s  n o t  q u i t e  s o  simple.  There are many 
problems t o  be  overcome i n  implementation of a working WIZARD. Both 
t h e  c o n s t r a i n t s  of a n t i c i p a t i o n  and t h e  problems of t h e  domain w i l l  
mar t h e  apparen t  s i m p l i c i t y  of t h i s  approach. 
1.7 Forward. 
WIZARD i s  a  s p e c i a l  purpose program. Its p a r s e r  i n c l u d e s  
knowledge s p e c i f i c  t o  t h e  VAX DCL command language. However, t h e  
des ign  i s  such t h a t  t h e  p a r s e r  can be  e a s i l y  changed without  t e a r i n g  
a p a r t  WIZARD'S i n t e r n a l s .  This  c o n s t i t u t e s  both e f f e c t i v e  p r o g r a m i n g  
p r a c t i c e  i n  g e n e r a l  and s p e c i f i c a l l y  suppor t s  t h e  e x t e n s i b i l i t y  
r equ i r ed  by t h e  a n t i c i p a t i o n  h e u r i s t i c .  
All of the examples that 1 will mention are in DCL command 
language and some understanding of a small subset of that language 
might be necessary to properly interpret some of those examples. 
Reference [41 may be used as a guide to DCL. 
In the following chapters I will lay out the detailed 
representations and functions required to support goal recognition and 
the algorithms that process the knowledge base. I explain the 
motivation for each decision. The purpose of this work was to 
experiment with goal recognition in this particular domain and to 
decide what primitive actions and data structures can be used to 
impleaent help system invocation as I have described it. 
Detai3-s of thc  act~al iap2aizztatioz  of "'"An +~I&&-\D 1lia1;e up t he  Sulk 
of this work. There are problems resulting from the chosen 
environment and algorithms, that severly limit WLZARP's utility. I 
discuss these problems and talk about possible futurz work including 
some correction of problems and filling some of the unresolved (or 
. 
unprogrammed) holes in the system. 
A reading note: The language in which WIZARD is implemented, 
Franz LISP, retains case information and thus all the WIZARD code 
itself is written in lower case characters. In the interest of 
clarity I have used upper case characters in this thesis to 
distinguish special names (such as the names of DCL commands). This 
becomes troublesome only if the reader i s  trying to follow along some 
of t h i s  text w i t h  the a p p r o p r i a t e  a p p e n d e c i e s .  
2.0 Chapter 2: Understanding DCL commands. 
Here I d e s c r i b e  t h e  gory d e t a i l s  of t h e  WIZARD p a r s e r .  It can be  
descr ibed  a s  a  "dynamic, o b j e c t  dr iven ,  knowledge based, command 
s t r i n g  parser".  Hopefully,  a f t e r  having been through t h i s  t h e s i s ,  t h e  
reader  w i l l  understand what i s  meant by t h a t .  
The t a s k  of WIZARD'S goal  r ecogn i t i on  a lgo r i thm can b e  d iv ided  
i n t o  two g ros s  p a r t s :  F i r s t ,  the  system must i npu t  and "understand" 
DCL commands. This  chapter  d e a l s  with t h e  method of process ing  those  
commands. L a t e r  chap te r s  w i l l  d e a l  wi th  t h e  second p a r t :  r e c o g n i t i o n  
of goa l s  from sequences of commands. 
2.1 What Understanding Means. 
I u s e  t h e  terms understanding and r ecogn i t i on  i n  somewhat t h e  
oppos i t e  s ense  t h a t  one might t h i n k  normal. Understanding a p p l i e s  t o  
t h e  pa r s ing  of s t r i n g s  whereas r ecogn i t i on  a p p l i e s  t o  o v e r a l l  goa l s .  
This  i s  due t o  t h e  un fo r tuna te  name, "goal  recogni t ion" ,  chosen by my 
predecessors  i n  t h e  f i e l d ,  t o  d e s c r i b e  t h e  latter process .  I have  
t r i e d  t o  keep t h e  terms s e p a r a t e .  
The p a r s e r  of a  compiler can be s a i d  t o  accept  c o r r e c t  programs 
i n  i ts  language. I n  WIZARD command understanding i s  more than  s imply 
pa r s ing  t h e  inpu t  commands. An au tho r  has  w r i t t e n  i n t o  WIZARD 
in format ion  about  t h e  DCL command formats  a s  g e n e r i c  o b j e c t s  i n  t h e  
knowledge base.  WIZARD unders tands  a n  inpu t  s t r i n g  as  a p a r t i c u l a r  
DCL command, according t o  what i t  knows about  DCL commands, and names 
t h i s  s t r i n g  according t o  t h e  names a s s o c i a t e d  wi th  t h e  o b j e c t s  i n  t h e  
database.  There i s  a "meaning" a s s o c i a t e d  wi th  each  command i n  t h e  
form of a LISP expres s ion  c a l l e d  t h e  "semantics". The semant ics  a r e  
involved i n  t h e  second h a l f  of t h e  process .  This w i l l  be  d i scussed  i n  
d e t a i l  l a t e r .  
For example, The command "COPY A B" matches t h e  form t h a t  WIZARD 
a s s o c i a t e s  wi th  a "Copy-command". Thus, t h i s  p a r t i c u l a r  s t r i n g  is 
understood a s  an  i n s t a n c e  of "Copy-command1' and i s  parsed  accord ing  t o  
t h e  p a t t e r n  t h a t  is  a s s o c i a t e d  wi th  t h a t  o b j e c t .  An i n s t a n c e  is  a 
d u p l i c a t e  of t h e  gene r i c  wi th  s p e c i f i c  s t r i n g  p a r t s  i n s e r t e d  a t  i t s  
leaves .  It is named and included i n  t h e  semantic  n e t  then  t h e  
semantics  a s s o c i a t e d  wi th  t h e  Copy-command g e n e r i c  o b j e c t  a r e  invoked. 
2.2 How a S t r i n g  i s  Pa? sed: The Naming Algorithm. 
Understanding a c t u i l l y  t akes  p l ace  i n  a somewhat ups ide  down way: 
t h e  name a s s o c i a t e d  wi th  an  i n p u t  i s  based upon where t h e  s t r i n g  f i t s  
p rope r ly  i n t o  the  n e t .  I n  order  t o  understand how p a r s i n g  t a k e s  p l a c e  
one must understand t h e  d a t a  s t r u c t u r e  of t h e  knowledge n e t  from which 
WIZARD'S c o n t r o l  de r ives .  
2.2.1 Objects  and Thei r  Pa r s ing  Roles. 
Each name t h a t  might be  used t o  d e s c r i b e  a s t r i n g  e x i s t s  i n  a  
da tabase  which I s h a l l  c a l l  t h e  "semantic network" o r  "knowledge net".  
This  is a type  of r e p r e s e n t a t i o n  t h a t  r e l i e s  upon uniquely named 
o b j e c t s  and d e s c r i p t i o n s  of t h e  r e l a t i o n s h i p s  between them. The 
network is h i e r a r c h i c a l l y  organized. That i s ,  t h e r e  a r e  "super 
ob jec t s "  which have "sub ob jec t s t1  t h a t  a r e  s p e c i a l  c a s e s  of t h e  
former. These s p e c i a l  c a s e s  a r e  c a l l e d  "spec ia l izers" .  
This  r e p r e s e n t a t i o n  is n o t  novel.  The terminology and b a s i c  
s t r u c t u r e  t h a t  I u s e  were suggested by, b u t  a r e  n o t  i d e n t i c a l  t o  t hose  
descr ibed  by, Brachman i n  [2 ]  and [ 3 ] .  
Figure  1 shows a p o r t i o n  of t h e  WIZARD semantic  ne t .  Each o b j e c t  
i s  represented  by an e l l i p s e .  The boxes a r e  "roles"  of an  o b j e c t .  I 
w i l l  d i s cuss  t h e i r  use  aomentar i ly .  Arrows t h a t  connect o b j e c t s  a r e  
c a l l e d  "is a" l i n k s .  I n  f i g u r e  1 "File-deletion-command" is  a 
"DCL-command". Arrows t h a t  connect lower l e v e l  r o l e s  up t o  h igher  
l e v e l  r o l e s  a r e  c a l l e d  " r o l e  f i l l i n g  l inks t1 .  Arrows t h a t  connect  
o b j e c t s  t o  r o l e s  (from the  e l l i p s e  t o  a  box) a r e  t h e  " r o l e  
spec i f i ca t ions" .  Arrows t h a t  l i n k  r o l e s  t o  o b j e c t s  o r  s p e c i f i c a t i o n s  
( s t r i n g s ,  numbers, e t c )  a r e  c a l l e d  v a l u e  r e s t r i c t i o n s  (V/R). Again i n  
f i g u r e  1, t h e  r o l e s  of DCL-command a r e  "Command-name" and 
11 Comand-argument". The v a l u e  of cornand-argument i s  r e s t r i c t e d  t o  
being a "List-of-filenames". 
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Figure 1: Part of the Parser's Knowledge of DELETE-COMMAND 
The raain object in the WIZARD network is the t'DCL-command". The 
roles of a super object (one that has no further superior) are 
expected to be lambda expressions that cause parts of the-l.nput string 
to be selected and bound to those roles. For example: 
Input : "DELETE PHOO ,BEAR" 
Object: DCL-command 
Command-name selects: "DELETE" 
Command-argument sefects: "PBOO,BEARn (the rest) 
"File-deletion-command" is a special case of DCL-command. Its 
roles (as must the roles of any specializer) indicate constraints upon 
the form of the bindings selected by its superior. Thus, continuing 
the above example and remaining in figure 1: 
DCL-command has parsed: 
Command-name : "DELETE" 
Command-argument: "PHO0,AEAP" 
File-deletion-cornand rsquires 
Command-name="DELETE" (it does) 
Command-argument=a List-of-filenames whlch must match 
r l ~ ~ ~ ~ ~ ,  BEAR~I 
Now we must proceed back up to the super object "List-of-things" 
in order to process the argument of the command and try to' fit it into 
the slot whose value is constrained to be a List-of-things where each 
thing is to be a Filename. 
2.2.2 Recursive Objec ts  -- How Pars ing  Terminates.  
The o b j e c t  "List-of-things" i n  f i g u r e  1, is  a  " r ecu r s ive  object" .  
That i s ,  t h e  v a l u e / r e s t r i c t i o n  of one of i t s  r o l e s  i s  an  o b j e c t  of t h e  
same t y p e  a s  Lis t-of- things.  This  could cause t h e  p a r s e r  t o  go i n t o  
a n  i n f i n i t e  loop  t r y i n g  t o  push down i n t o  t h e  s t r i n g  wi th  t h i s  
r e c u r s i v e  s p e c i f i c a t i o n .  I have a b r i t r a r i l y  s p e c i f i e d  two c a s e s  i n  
which pa r s ing  w i l l  s t op :  t h e  r o l e s  have  a l l  been s u c c e s s f u l l y  f i l l e d  
(or  some r o l e  cannot be  f i l l e d  i n  which c a s e  t h e  pa r se  f a i l s ) ,  o r ,  
second, t h e  s t r i n g  runs  ou t .  I n  t he  l a t t e r  c a s e ,  t h e  pa r se  succeeds 
and a l l  remaining r o l e s  a r e  f i l l e d  by NIL. 
It i s  no t  p o s s i b l e  t o  e r a d i c a t e  r e c u r s i v e  o b j e c t s  from t h e  
DZL-command language wi thout  s e v e r e l y  l imic ing  i t s  conciseness .  DCL 
uses  comma-delimited lists f r equen t ly .  We s h a l l  s e e  i n  the  d i s c u s s i o n  
of semantics  t h a t  t h e ; e  Lis t-of- things o b j e c t s  p l a y  a major r o l e  i n  
t h e  a c t i o n s  t h a t  I have : .e lected.  
2.2.3 Network Search. 
The f u n c t i o n  t h a t  d r i v e s  t h e  p a r s e r  expec ts  t o  s e e  on ly  t h e  r o l e s  
of t h e  o b j e c t  under cons ide ra t ion .  The r e s u l t  of t h e  p a r s e  is  a  
s i n g l e  l ist  i n  which each r o l e  has  been pa i r ed  wi th  t h e  p o r t i o n  of t h e  
input  s t r i n g  t h a t  w a s  ,aatched by t h a t  r o l e .  A h ighe r  l e v e l  func t ion  
pas ses  t h e  pa r s ing  r o l e s  t o  t h e  pa r s ing  func t ion  and then processes  
i t s  r e s u l t .  The o r d e r  t h a t  o b j e c t s  a r e  passed f o r  matching by t h e  
r o l e  pa r se r  is depth f i r s t  i n  t h e  n e t .  That is ,  be fo re  t h e  s t r i n g  is 
t r i e d  a g a i n s t  a p a r t i c u l a r  s u p e r i o r  o b j e c t ,  a l l  of i t s  s p e c i a l i z e r s  
are at tempted.  
All p o s s i b l e  s u c c e s s f u l  p a r s i n g s  of t h e  s t r i n g  a r e  r e tu rned  b u t  
t h e i r  o rde r  is  as d iscussed  j u s t  above. Thus, f o r  example, t h e  
command : 
would f i r s t  be parsed as: 
Delete-command wi th  r o l e s  
Command-name : "DELETE" 
Command-argument.: a  Lis t-of- things 
Thing : "PHOO" 
Res t -of - l i s t :  a  Lis t -of - th ings  
Thing: "BEAR" 
Res t -of - l i s t :  NIL 
and then  a l s o  a s :  
DCL-command wi th  r o l e s  
Command-name: "DELETE" 
Command-arguruent : "PHOO , BEAR" 
I w i l l  d i s c u s s  t h e  reason t h a t  a l l  p o s s i b l e  p a r s e s  a r e  r e tu rned  
l a t e r .  B r i e f l y ,  one means of goa l  r ecogn i t i on  might i nc lude  scanning 
t h e  h i s t o r y  of en t e red  commands. One would want t o  b e  a b l e  t o  o b t a i n  
t h e  most s p e c i f i c  i n t e r p r e t a t i o n  (which would be t h e  C A R  of t h a t  
element of t h e  h i s t o r y  l i s t )  a t  f i r s t  glance.  
2.2.4 I n s t a n t i a t i o n  of Objects:  The Name of a Command. 
Each s u c c e s s f u l  p a r s e  causes  a n  i n s t a n c e  of t h e  g e n e r i c  o b j e c t ,  
whose r o l e s  were used t o  d r i v e  t h e - p a r s e r ,  t o  appear .  That is ,  a new 
o b j e c t  i s  c r e a t e d  t h a t  r e p r e s e n t s  t h e  p a r t i c u l a r  i n s t a n c e  of t h e  
s p e c i a l i z e r  t h a t  matches t h i s  s t r i n g .  In s t ances  a r e  named by 
appending a  unique f i v e - d i g i t  i d e n t i f i e r  t o  t h e  name of t h e  o b j e c t  
which s u c c e s s f u l l y  matched t h e  s t r i n g .  
An i n s t a n c e  of each of t h e  va lue  r e s t r i c t i o n  o b j e c t s  f o r  t h i s  
pa r se  i s  a l s o  c rea t ed .  F igure  2 shows t h e  way t h a t  t h e  above d e l e t e  
command would b e  i n s t a n t i a t e d .  [ In s t ance  o b j e c t s  a r e  doubly l ined . ]  
The a p p l i c a t i o n  of i n s t a n t i a t i o n  t o  sub o b j e c t s  a l s o  occu r s  depth 
f i r s t .  Thus, t h e  subord ina t e  v a l u e j r e s t r i c t l o n s  of an  i n s t a n c e  are 
c r e a t e d  be fo re  t h e  o b j e c t  i t s e l f .  Also, each p o s s i b l e  pa r s ing  of a 
command is  i n s t a n t i a t e d  i n d i v i d u a l l y .  Thus, we a r e  l e f t  wi th  both 
File-deletion-comxand-00004 and some i n s t a n c e  of DCL-2ommand from t h e  
preceeding example. These hold imp l i ca t ions  t h a t  w i l l  be d i scussed  i n  
t h e  s e c t i o n  on semantics .  
-----------.--------- 
Figure 2: An Instantiation of "DELETE PHOO,BEAR1' 
2.2.5 S p e c i a l i z e r s  vs Ins t ances :  Access Between Objects .  
Every network o b j e c t  is  one o f :  
Top-Level gener ic :  An o b j e c t  with- no more g e n e r a l  one above i t .  
I n  f i g u r e  1, DCL-command and List-of- things a r e  Tcp Level  
ob jec t s .  A Top Level  ob jec t ' s  IS-A l i n k  i s  NIL. 
S p e c i a l i z e r :  An o b j e c t  t h a t  is a s p e c i a l  case of a  h ighe r  l e v e l  
(poss ib ly  Top-Level) o b j e c t  . 
Template: An o b j e c t  t h a t  i s  no t  r e a l l y  i n  t h e  network bu t  which 
looks l i k e  a  s p e c i a l i z e r  and is used t o  c r e a t e  new 
s p e c i a l i z e r s  by copying. 
Ins tance :  A v e r y  s p e c i f i c  o b j e c t  t h a t  r e p r e s e n t s  some a c t u a l l y  
en tered  command. Understanding of a comand causes  an 
i n s t a n c e  t o  be  added t o  t h e  network. 
A f r e s h l y  made i n s t a n c e  has  no s p e c i a l i z e r s ,  t empla tes ,  o r  i n s t a n c e s  
below i t  but  i t s  name i s  added t o  t he  " instances" l i s t  of t h e  o b j e c t  
whcse r o l e s  parsed  this s t r i n g .  Tile depth f i rs t  pa r s ing  r o u t f n e  l o o k  
only  a t  t h e  s p e c i a l i z e r s  i n  o rde r  t o  process  an  o b j e c t .  Thus,  
i n s t a n c e s  do no t  e n t e r  i n t o  t h e  pa r s ing  search.  I n  f i c t ,  t he  form of 
t h e  i n s t a n c e  o b j e c t  is  s l i g h t l y  d i f f e r e n t  than  t h a t  of a s p e c i a l i z e r  
and pass ing  an i n s t a n c e  t o  t h e  p a r s e r  w i l l  r e s u l t  i n  unpred ic t ab le  
behavior .  Every network o b j e c t  con ta ins  w i th in  i t  a  p o i n t e r  t o  i t s  
s u p e r i o r  s o  t h a t  acces s  both upward (always one t o  one) and downward 
( p o t e n t i a l l y  one t o  many) a r e  acllieved. A t op  l e v e l  o b j e c t  has  no 
s u p e r i o r s  i n  t h e  network ( t h e  p o i n t e r  is  NIL) .  
2.3 What t o  do wi th  Ins t ances  M t e r  Understanding. 
WIZARD'S gene ra l  p rocess ing  scheme can b e  summarized a s  fo l lows:  
1) Read a  comroand . 
2) Try t o  understand t h e  conunand a s  some i n s t a n c e  of an  o b j e c t  o r  
o b j e c t s  i n  t h e  network. 
3) I n s t a n t i a t e  t h e  o b j e c t s  t h a t  r ep re sen t  t h e  comand. 
A t  each i n s t a n t i a t i o n  e v a l u a t e  t h e  semant ics  of t h e  s p e c i a l i z e r  
t o  which each i n s t a n c e  is  a t t ached .  
4) Add t h e  name(s) of t h e  i n s t a n c e ( s )  t o  t h e  comand h i s t o r y .  
5) Got0 (1) 
I n  a d d i t i o n  t o  t h e  pa r s ing  r o l e s ,  each o b j e c t  has  a set of 
I I semantic  ac t ions" .  These a r e  i n  t h e  form of an  s-expression t h a t  t h e  
au thor  has  a t t a c h e d  t o  a  s p e c i a l i z e r .  The process  of i n s t a n t i a t i o n  
causes  t h e  a c t i o n s  a s s o c i a t e d  wi th  t h e  s u p e r i o r  t o  which t h i s  i n s t a n c e  
wzs bound t o  be  eva lua ted .  It is t h i s  eva lua t ion  t h a t  d r i v e s  t h e  goa l  
r ecogn i t i on  process .  The a c t i o n s  and suppor t  f o r  g o a l  r e c o g n i t i o n  a r e  
d iscussed  i n  chap te r s  4 and 5. 
2.4 Problems wi th  t h e  Pa r s ing  Algorithm. 
< . 
As mentioned b r i e f l y  above, t h e  pa r se r  i s  v e r y  s p e c i a l  purpose 
and s u f f e r s  from d i f f i c u l t i e s  t h a t  might make i t  unusable  i n  o t h e r  
domains. These problems stem from t h e  s i m p l i c i t y  of t h e  p a r s e r  
r e l a t i v e  t o  t h e  DCL language and from a l a c k  of g e n e r a l i t y  of 
communication between DCL and LISP and wi th in  DCL i t s e l f .  
2.4.1 Case Matching and Abbreviation. 
There are two s imple  d i f f i c u l t i e s  i n  t h e  c u r r e n t  pa r se r .  These 
are b e s t  descr ibed  as unimplemented s e c t i o n s  and code can b e  e a s i l y  
added t o  c o r r e c t  them. F i r s t ,  t h e  i n t e r n a l  code of WIZARD expec t s  t h e  
inpu t  t o  b e  i n  lower case.  Thus, i f  t h e  u se r  e n t e r s  commands s h i f t e d  
they  w i l l  n o t  be p rope r ly  understood. A case  t r a n s l a t i o n  a lgo r i thm 
can b e  added t o  t h e  inpu t  c o n t r o l  i n  o rde r  t o  account  f o r  t h i s  
d i f f i c u l t y .  A l l  i npu t  would be  down s h i f t e d  t o  match t h e  i n t e r n a l  
f o m .  
The second problem i s  s l i g h t l y  more t r o u b l e  bu t  n o t  ou ts tanding;  
Some DCL commands can b e  abbrevia ted .  That i s ,  a l l  of DEL, DELETE, 
DELE, e tc  are v a l i d  forms of t h e  DELETE command. The s imp les t  
s o l u t i o n  t o  t h i s  2 i f f F c u l t y  is  t o  cause the matching express ion  of  t h e  
pa r s ing  o b j e c t  t o  accept  a l l  t h e  p o s s i b l e  abb rev ia t ions .  
2 . 4 . 2  One P o s i t i o n  Loob thead Parsing.  
A s e t  of pa r s ing  u t i l i t y  f u n c t i o n s  is provided f o r  use  i n  t h e  
top- leve l  p a r s i n g  express ions .  These func t ions  permit  t h e  exp res s ion  
t o  read forward one c h a r a c t e r  i n  t h e  inpu t  b u f f e r ,  look a t  t h e  nex t  
c h a r a c t e r  i n  t h e  b u f f e r ,  s k i p  spaces  i n  t h e  inpu t  b u f f e r ,  drop a 
c h a r a c t e r  i n t o  t h e  r e s u l t  s t r i n g ,  copy c h a r a c t e r s  t o  t h e  r e s u l t  u n t i l  
a c e r t a i n  c h a r a c t e r  is seen ,  o r  r e t u r n  t h e  remainder of t h e  i n p u t  
s t r i n g  a s  t h e  r e s u l t .  
-- 
These functions provide a simple parsing capability which is 
inadequate to process some parts of the DCL command set. I have 
handled some of these as special cases by making use of the possible 
predicate expression in the top-level parsing object representation. 
For example: in order to distinguish the form "device:filename" from 
"filename" without causing filename to be mistaken as a device name 
one can define a special function which will look for the ":I1 in the 
input string. This string is available to the parsing expressions as 
an exploded list. 
2.4.3 Successful recognition of failed commands. 
One of the major philosophicai premises upon which WIZARD is 
based is that the goal recognition is predicated only upon successful 
and correctly formed DCL commands. In the ideal case, the sub process 
to which WlZARD passes the commands for actual invocation would return 
an error code and only those commands which generated no errors would 
be considered (parsed etc). Unfortunately, VMS and LISP do not 
communicate well with one another and such error codes are not 
immediately available. 
If WIZARD were to try to understand syntactically or semantically 
incorrect commands the parser, which is not a syntax analyzer, would 
try to find a legal place to put these strings even though they do not 
necessarily make any sense. The results.of the application of the 
goal recognition processing to such malformed instances is probably 
unpredictable. Any help generated from such illegal commands used in 
goal recognition woi~ld certainly be wrong or misleading. 
2.4.4 Partial Failure of List Operations. 
An additional problem arises from the method of operation of DCL 
commands when lists are involved. Under some circumstances the 
command processor will process list arguments even though some of the 
members might cause an error. For example: if the files A and C 
exist, but not By the command: 
$DELETE A, B , C 
will work for the two existing files but cause an error for the 
deletion of B. . Do we or do we not want to accept that command for 
processing in WIZARD? It is not trivial to correct or detect the 
potential of such an error without duplicating most of the DCL error 
logic. This also leads to possible misunderstandings between WIZARD 
and DCL. 
2.4.5 Misunderstanding Commands. 
It is possible that a command will be misunderstood as a simpler 
form. That is, for example, suppose that a command to delete a single 
file were in the network. It would probably understand commands like 
"DELETE WINNING.PHOO" perfectly well but would tend to misunderstand 
(that is, match when it should not have) the command 
"DELETE WINNING.PHOO,BEAR" as deleting the single file whose name is 
"WINNINGff and whose ex ten t  i o n  is  "PHOO ,BEARi'. 
There a r e  two p o s s i b l e  means of avoid ing  t h i s  problem. The 
e a s i e s t  is t o  b e  s u r e  t h a t  t h e r e  a r e  no such s imple o b j e c t s  i n  t h e  
network. Sometimes o b j e c t s  l i k e  t h a t  were meant t o  be  l a t e r  s t e p s  i n  
a r ecogn i t i on  sequence and should have been templa tes  r a t h e r  than  
s p e c i a l i z e r s .  The o t h e r  approach i s  simply t o  be q u i t e  c a r e f u l  about  
what o b j e c t s  a r e  i n  t h e  network and what they  w i l l  match. The above 
example can be  avoided by making t h e  express ion  t h a t  p a r s e s  f i lenames  
c l e v e r  enough t o  look  f o r  i l l e g a l  c h a r a c t e r s  i n  t h e  e x t e n t  f i e l d  and 
f a i l  i f  they  occur.  This  t a k e s  more t ime i n  coding and execut ion  bu t  
i s  c e r t a i n l y  t h e  more gene ra l ,  and reco~mended,  s o l u t i o n .  
3.0 Chapter 3: D e t a i l s  of t h e  Object Representa t ion .  
I n  t h i s  chapter  I n ~ o t i v a t e  and d e t a i l  t h e  s u b p a r t s  of network 
ob jec t s .  Some of t h e s e  p a r t s  have been mentioned i n  c h a p t e r s  1 and 2. 
The mot iva t ion  f o r  o t h e r  p a r t s  of t h e  o b j e c t s  w i l l  no t  become c l e a r  
u n t i l  semantic a c t i o n s  a r e  d iscussed .  I p l a c e  t h i s  chapter  h e r e  
because i t  i s  too  d e t a i l e d  t o  go v e r y  e a r l y  i n  t h e  t h e s i s  bu t  t h e  
terminology i t  exp la ins  i s  necessary  i n  o r d e r  t o  understand the  a c t i o n  
of t h e  g o a l  recognizer .  
A s  i n d i c a t e d  i n  t h e  p re face ,  t h e  o b j e c t s  t h a t  WIZARD knows of a r e  
n o t  meant t o  d i r e c t l y  r ep re sen t  concepts  i n  t h e  a c t u a l  knowledge of  
t h e  c r e a t o r  of t h e  network. Therefore,  I have chosen t o  i n c l u d e  i n  
t h e  r e p r e s e a t a t i o n  o I  cbjeczs anyth ing  i h a t  was necessdxy i n  order t o  
support  t h e  p a r s e r ,  g o a l  r ecogn i t i on ,  e t c .  It t u r n s  out  t h a t  not  a l l  
t h a t  much informat ion  is  requi red .  
Objects  have both ,slue based d a t a  ( t h a t  is, p a r t s  of t h e  
ob jec t ' s  l i s t  r e p r e s e n t a t i o n )  and p rope r ty  based information.  I n  
gene ra l  v a l u e  based informat ion  is  s t a t i c  once t h e  o b j e c t  i s  c r e a t e d  
bu t  p rope r ty  based d a t a  changes a s  a r e s u l t  of e x t e r n a l  network 
opera t ions .  These a r e  expla ined  s e p a r a t e l y  s i n c e  they  serve d i f f e r e n t  
purposes.  I n  reading  t h i s  chap te r ,  i t  might be u s e f u l  t o  remove 
appendix B, t h e  primary 3CL network code, and keep i t  nearby. 
3.1  Value Based Contents  of Objects .  
Every o b j e c t  i n  t h e  WIZARD knowledge base con ta ins  e x a c t l y  t h e  
same p a r t s  a l though some of them a r e  unused i n  s p e c i a l  cases .  For 
example, i n s t ances  of a  s p e c i a l i z e r  do no t  use  t h e  mask f i e l d  and t h i s  
f i e l d  is NIL i n  t hose  o b j e c t s .  Links (arrows i n  t h e  f i g u r e s )  a r e  made 
by inc lud ing  t h e  name of t h e  o b j e c t  t o  which t h e  l i n k  connects .  
Value based p a r t s  of o b j e c t s  t y p i c a l l y  a r e  copied i n  c a s e  of 
i n s t a n t i a t i o n  o r  c r e a t i o n  of a new s p e c i a l i z e r  and a r e  n o t  changed 
t h e r e a f t e r .  The r e c u r s i v e  f u n c t i o n s  i n  WIZARD'S i n t e r n a l  code d e a l  
w i th  cons t ruc t ion  and process ing  of t h e s e  va lue  based p a r t s  d i r e c t l y .  
F igure  3 r e p r e s e n t s  t h e  gene ra l  o b j e c t  schema. So l id  l i n e s  show 
t h e  va lue  based p a r t s  of t h e  o b j e c t  (pa r s ing  r o l e s ,  mask, semant ics ,  
e t c ) .  The dashed l i n e s  i n d i c a t e  i n f o r u a t i o n  kept i n  p r o p e r t i e s  
a s s o c i a t e d  wi th  t h e  o b j e c t  ( i n s t a n c e s  and s p e e i a l i z e r s ) .  F igure  4 
shows t h e  l i s p  r e p r e s e n t a t i o n  of t h e  g e n e r a l  o b j e c t .  Note t h e  
s u b s t r u c t u r e  of t h e  va r ious  f i e l d s .  The r e s t  of t h i s  chap te r  
d i scusses  t h e s e  f i e l d s  i n  d e t a i i .  
Link +o Super CISAl /
------- 
((-( 1) 
t-c ) I * * )  
Mask 
S pecisli zers 
5 
1 (-- ...) 
So stances 
Par sin9 Roles  
.................... 
Figu re  3: A diagram of t h e  General  Object .  
(ob j e c  t-name 
; " t y p e 1 b P e c i f i c a t i o n  f i e l d  
(1s )  [ f o r  a t o p  level o b j e c t ]  
(SPECIALIZES super-obj)  [ f o r  an o r i g i n a l  s p e c i a l i z e r ]  
(SPECIALIZES supe r -ob j  o r i g i n )  [ f o r  a dynamic s p e c i a l i z e r ]  
(INSTANTIATES supe .-object)  [ f o r  a n  i n s t a n c e ]  
(TEMPLATE super-ob e c t )  [ f o r  a t empla te ]  
; "pars ing  r o l e s "  i i e l d  (name Va lue /Res t r i c t i on )  
((name-of-role 
(pa r s ing  f u n c t i o n )  [ f o r  a t o p  l e v e l ]  
() [ i n d i c a t e s  "must be  empty"] 
( p r e d i c a t e )  [ t o  match s t r i n g  d i r e c t l y ]  
atom [ t o  match e x a c t l y ]  




(express ion  t o  b e  eva lua t ed )  
; Name/path mask 
( (name (pa th  s p e c i f i c a t i o n ) )  . . . ) 
1 
.................... 
Figure  4: LISP Syntax of  t h e  General  Object .  
3 .1 .1  The Object S p e c i f i c a t i o n s  F i e ld .  
Given an o b j e c t  name (o r  va lue )  one can dec ide  whether i t  is  a 
top  l e v e l ,  s p e c i a l i z e r ,  t empla te ,  o r  i n s t a n c e  and i f  no t  a t o p  l e v e l ,  
e x a c t l y  what o b j e c t  is t h e  giuen's supe r io r .  The s p e c i f i c a t i o n s  f i e l d  
has a  cons t an t  "type" t h a t  i s  one of "IS", "INSTANTIATES", "TEMPLATE" 
or "SPECIAZ,IZESr'. The s u p e r i o r  i s  t h e  second element i f  t h e  o b j e c t  is  
a s p e c i a l i z e r ,  t empla te ,  o r  i n s t ance .  
The a c t i o n  of updat ing t h e  p a r s e r  dynamically (due t o  t h e  
eva lua t ion  of sone  semantic  a c t i o n  a t  some p o i n t )  can cause  new 
s p e c i a l i z e r s  t o  b e  c rea t ed .  This  i s  done by copying from a templa te  
o b j e c t .  An o b j e c t  t h a t  was c r e a t e d  i n  t h i s  way inc ludes  a  p o i n t e r  
back t o  t h e  templa te  from which i t  was kloned. T h i s  p o i n t e r  is  che 
t h i r d  o p t i o n a l  element of t h e  s p e c i f i c a t i o n  f i e l d .  It is used by t h e  
"object  matcher" (d iscussed  l a t e r ) .  
3 .1 .2  The Pa r s ing  Roles. 
Chapter 2 d i scussed  i n  d e t a i l  t h e  use  of t h e  pa r s ing  r o l e s  i n  
commarld understanding.  The r o l e s  a r e  kept  i n  an a s s o c i a t i o n  l is t  
between t h e  name of t h e  r o l e  and i t s  va lue  r e s t r i c t i o n .  That v a l u e  
r e s t r i c t i o n  is  a  pa r s ing  func t ion  i n  t h e  c a s e  of an I S  type  o b j e c t .  
I n  non-top-level o b j e c t s ,  i f  t h e  V/R is a l i s t  then  i t  is  a  p o i n t e r  t o  
t h e  name of t h e  o b j e c t  whose r o l e s  w i l l  be  used t o  s u b s p e c i a l i z e  t h i s  
r o l e  o r  a  func t ion  which w i l l  b e  a  p r e d i c a t e  app l i ed  t o  t h e  s t r i n g  
under cons ide ra t ion .  A s l i g h t  i ncons i s t ency  between t h e  form of a n  
i n s t a n c e  v s  a  s p e c i a l i z e r  occurs  h e r e  i n  t h a t  t h i s  l i s t  will have t h e  
form "(A name)" f o r  a s p e c i a l i z e r  b u t  t h e  form "(name)" f o r  an  
in s t ance .  The purpose of t h e  "A" is  t o  d i f f e r e n t i a t e  p r e d i c a t e s  ( t h a t  
may begin with LAMBDA) from p o i n t e r s  t o  sub o b j e c t .  Funct ions cannot 
occur  i n  an i n s t a n c e  s o  t h e  "A" keyword is  not  needed. This  n o t a t i o n  
was suggested by F i n i n  191. 
If t h e  V/R is NIL then  t h e  s t r i n g  t h a t  is  be ing  matched must be  
empty. The remaining case ,  an  a ton ,  g ives  t h e  e x a c t  v a l u e  t h a t  t h e  
s t r i n g  must match. 
3.1.3 The Semantics. 
The semantics  f i e l d  is simply an expres s ion  t h a t  w i l l  be  
eva lua ted  whenever an  i n s t a n c e  of t h i s  s p e c i a l i z t r  i s  c rea t ed .  A 
d i s scuss ion  of i t s  use  w i l l  make up t h e  b e t t e r  p a r t  07 t h e  remainder 
of t h i s  t h e s i s .  The semantic  express ion  i s  t h e  main c o n t r o l l e r  f o r  
t h e  g o a l  r ecogn i t i on  process .  
3.1.4 The Name/Path Mask. 
It is o f t e n  necessary  t o  e x t r a c t  s u b p a r t s  of an i n s t a n c e  t h a t  may 
be below t h e  p a r t i c u l a r  node i n  hand. It is p o s s i b l e  t o  uniquely 
s p e c i f y  any sub-element of an  i n s t a n c e  ( t h a t  is  n o t  a r b i t r a r i l y  deep 
i n  a  Lis t -of - th ings)  by a  pa th  through t h e  r o l e s  of t h i s  o b j e c t  and 
its inferiors. For example, in figure 2, the instance of 
File-deletion-command, we might want to refer to the first filename in 
the List-of-filenames that is its Command-argument. We would have. to 
specify the path : 
(Command-argument Thing) 
in order to access it. The name/path mask is a shorthand list which 
associates names with paths. It simply eases the task of access to 
parts of objects by letting the author specify the name instead of 
having to enter the whole path list. 
3.2 Property Lists of Instances and Specializers. 
The lists of the instances and specializers of objects are 
typically updated and scanned rather than being constructed and 
decomposed. Thus, they are not a part of the object itself but, 
rather, are kept in tj 2 properties INSTANCES and SYECIALIZERS on the 
name of the super object. These are simply lists of names (pointers). 
The action of instantiation adds the name of the instance to the 
front of the INSTANCES property of the superior. Likewise, 
dynamically created SPECIALIZERS are added to the front of the 
specializers property OF the superior. 
3.3 The U t i l i t y  of Recursive Objects :  Lis t-of- things.  
DCL-commands make heavy use  of lists of t h ings .  For example, 
most commands t h a t  apply  t o  a s i n g l e  f i lename,  l i k e  DELETE, apply a l s o  
t o  a  list of such names i n  t h e  way t h a t  MAP a p p l i e s  t o  a  l i s t  i n  LISP. 
It is necessary  t o  b e  a b l e  t o  understand and work wi th  such l is ts  i n  a  
uniform manner. F i n i n  [12] d i s c u s s e s  t h e  n e c e s s i t y  of such 1 . i s t s  and 
much of t h e  des ign  of W I Z A R D  d e a l s  s p e c i f i c a l l y  w i th  t h i s  t op ic .  
In t h e  semantic  network, a list of t h i n g s  is a sequence s e p a r a t e d  
by comas .  I f  one wants t o  understand l is ts  sepa ra t ed  by soneth ing  
bes ides  a comma, a new pa r s ing  o b j e c t  can b e  e a s i l y  c r ea t ed .  Comas 
appear most f r e q u e n t l y  a s  DCL-cormand list s e p a r a t o r s .  [For t he  s a k e  
of cons is tency  t h e  PKINT comtand can have a l is t  of t h i n g s  i n  which 
t h e  d e l i m i t e r  is a plus-sigtL (+) . I  
The r e c u r s i v e  o b j e c t  Lis t-of- things has ,  a s  it: last r o l e ,  a  
p o i n t e r  t h a t  must be another  i n s t a n c e  of List-of-: l i ngs  ( o r  NIL t o  
te rmina te  t h e  l i s t ) .  The normal a c t i o n  of t h e  p a r s e r  ( a s  d i scussed  i n  
t h e  previous  chap te r )  w i l l  understand commands by s e p a r a t i n g  t h e  inpu t  
s t r i n g  i n t o  s e p a r a t e  "things" and b u i l d i n g  an i n s t a n c e  of such a 
r e c u r s i v e  l ist.  F igure  2 ( i n  chapter  2 )  shows how t h e  List-of- things 
breaks up a I . i s t  of f i l enames .  
The semantic a c t i o n s  of an ob jec t  can access e i t h e r  the  e n t i r e  
list (by spec i fy ing  a  path t o  i t s  head) o r  can e x t r a c t  any des i red  
element i f  t h e  exact  p o s i t i o n  i n  t h e  l i s t  of t h a t  element i s  known. 
It t u r n s  out  t o  b e  more u s e f u l  t o  simply s e l e c t  t h e  e n t i r e  list and 
then use s p e c i a l  mapping u t i l i t i e s  t o  process t h e  members 
individual ly .  
3.4  Pr imi t ive  Network Objects. 
Appendix B is  a  l i s t i n g  of some of t h e  o b j e c t s  t h a t  a r e  
predefined i n  t h e  semantic network. I have w r i t t e n  t h e i r  forms 
manually. Examples of WIZARD'S processing w i l l  r e f e r  t o  these  o b j e c t s  
by name a s  t h e  super io r s  of s p e c i a l  pars ing  ob jec t s .  
A s  previously noted,  tirlc main ob jec t  is  "DCL-coinmand". T h i s  is 
rl main" because i t  i s  t h e  node t h a t  is passed t o  the  pa r se r  i n  order  t o  
begin the process of undtrstanding a  command. A l l  cownand forms have 
t h i s  ob jec t  a s  t h e i r  ultLmate top l e v e l .  
4.0 Chapter 4: Designing Goal Recognition Sequences. 
In this chapter I deal with the high-level form of the semantic 
actions that drive WIZARD'S goal recognition. The semantics portion 
of objects is used to write goal recognition "programs". These 
actually have much the same flavor that standard programs have. One 
can think of this section as an introduction to prograunning concepts 
for programmers that will be using the WIZARD semantics language. I 
will speak in terms of actions in the semantic network (like changing 
the values of variables in Pascal) and of flowcharts for goal 
recognition that are somewhat analogous to flowcharting in an 
iterative language. 
4.1 General Approach. 
As was previously mentioned, the parser that undertakes the 
understanding of DCL-commands is dynamic. That is, it can be updated 
by the addition or deletion of objects that understand commands. 
Since understanding is controlled solely by the objects in the 
semantic network, addition and deletion of objects will affect the 
operation of the parser. 
If a specializer is added to the network in the correct place, it 
will act to understand commands that match its form (as discussed in 
chapter 2). If an extant specializer is detached from the network 
then commands that it would have understood are no longer understood 
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a s  they would have been before  t h a t  o b j e c t  was de l e t ed .  
It should be c l e a r  t h a t  only t h e  a d d i t i o n  and removal of 
s p e c i a l i z e r s  a f f e c t s  t h e  understanding process .  The a d d i t i o n  and 
removal of i n s t a n c e s  o r  templa tes  would not  s e r v e  any purpose s i n c e  
they  do n o t  t a k e  p a r t  i n  t h e  understanding search .  Top l e v e l  o b j e c t s  
should not  be  de l e t ed .  
The human au tho r ,  who i s  r e spons ib l e  f o r  WIZARD'S f u n c t i o n a l i t y ,  
w r i t e s  goa l  r ecogn i t i on  sequences by s p e c i f y i n g  the  o b j e c t s  t h a t  w i l l  
understand command s t r i n g s  and t h e  a c t i o n s  t h a t  a r e  t o  be  performed 
upon s u c c e s s f u l  matching. The a c t u a l  process  of t h e  r ecogn i t i on  of a 
goa l  t akes  p l ace  a s  a  d i r e c t  r e s u l t  of understanding some command. 
That couunand i s  u s u a i l y  che l a s t  i n  a p a r c i c u l a r  sequence.  Tnis  l a s i  
command w i l l  b e  r e f e r r e d  t o  a s  t h e  " te rmina l  command" f o r  t h c  
r ecogn i t i on  sequence. A h e l p  t r a n s a c t i o n  i s  u s u a l l y  invoked by t h e  
semantics  cf a  t e rmina l  o b j e c t .  Take, f o r  example, t h e  degenera te  
sequence which con ta ins  only  one command: "$LOGOUT". The g o a l  of 
t h i s  sequence is  t o  t e rmina te  t h e  se s s ion .  I f  our  on ly  purpose i n  
recogniz ing  t h i s  sequence was t o  b i d  f a r e w e l l  t o  t h e  use r  who is  about  
t o  b e  logged o f f ,  we could embed a  p r i n t  i n  t h e  semant ics  of t h e  
o b j e c t  wnich w i l l  r ecognize  t h e  LOGOUT command and have i t  s a y  "see 
you l a t e r " .  
4.2 S p e c i a l i z e r  Templates. 
Sequences a r e  t y p i c a l l y  longer  than  one command i n  l eng th .  The 
method of d e a l i n g  w i t h  longer  sequences is t o  manually p l a n t  i n  t h e  
network t h e  o b j e c t  which w i l l  understand t h e  f i r s t  command i n  t h e  
sequence. It w i l l  be  t h a t  ob jec t ' s  job t o  a c t i v a t e  t h e  o b j e c t s  t h a t  
w i l l  understand t h e  l a t t e r  commands i n  t h e  sequence. Objec ts  a r e  
a c t i v a t e d  by being copied from a template .  
A t empla te  is a n  o b j e c t  t h a t  does n o t  i t s e l f  match any s t r i n g  bu t  
can b e  dup l i ca t ed  and modified s o  t h a t  i t  w i l l  match something. The 
reason  t h a t  a  templa te  does no t  a c t  t o  match anyth ing  is  t h a t  i t  i s  
n o t  a  s p e c i a l i z e r ,  i n  t h e  sense  of being named i n  some supe r io r ' s  
SPECIALIZERS list, u n t i l  it is kloncd. 
For example: Suppose t h a t  we wanted t o  match t h e  sequence: 
where t h e  same f i lename is t o  be  s p e c i f i e d .  [This  sequence might 
a c t u a l l y  be used t o  match a misbehavior f o r  PRINT wi th  t h e  /DELETE 
q u a l i f i e r . ]  The au tho r  must have put  t h e  fo l lowing  o b j e c t s  i n t o  the  
network: 
Print-command : Match "$PRINT <filename>" 
Make a  new copy of Delete-command r ep lac ing  t:he h o l e  f o r  
a f i lename wi th  t h e  <filename>. 
Delete-command [ template]  : Natch "$DELETE ---" 
T e l l  t h e  u se r  t h a t  he could simply type "$PRINT/DELETEW 
The successful matching of Print-command will cause sctivatf.on of 
its semantics. They specify the creation of a new object from the 
template Delete-command, derived by filling the hole (indicated above 
by It---") with a filename. That process will cause the template to be 
copied to a new object which is a specializer. This new object now 
exists in the network and successful matching of it will cause the 
activation of its semantics to print the warning. The activation of 
that Delete-command copy is what we would refer to as the successful 
recognition of the goal under consideration. 
4 .3  Construction of Specilizers from Templates. 
In the above example it was necessary to have in hand the actual 
name of the file that was printed in a form thac wouid enabie us t o  
make a specilizer of the correct form to match that name. This is 
done by extracting V/R objects from the instance of Print-command that 
was that particular PRINT command and inserting these into the 
unfilled positions in the new object under construction. Parts of 
instances are accessed by paths that are named as discussed in the 
previous chapter. The template (or one of its superiors) has a 
name/path field also and a part of the semantic capability is to 
insert a particular at a named location in the new object. That 
particular would have been selected by name from the instance of 
Print-command that was in activation at that moment. 
4.4 Dealing with L i s t s  of Things. 
L i f e  is n o t  q u i t e  a s  simple a s  t h e  above example might sugges t .  
Most of t h e  compl ica t ions  d e r i v e  from t h e  occurrence of l is ts  of 
t h i n g s  i n  t h e  command. Consider t h e  fo l lowing  two sequences: 
SPRINT PILE2 
$DELETE FILEl,FILE2,FILE3 
I n  both cases  w e  would l i k e  t o  b e  a b l e  t o  inform t h e  use r  t h a t  
t h e  s impler :  "PRINT FILE2/DELETEW would have s u f f i c e d .  No s imple 
command a n t i c i p a t i o n  scheme w i l l  match t h e  second of t h e  set of 
comaands t o  a c t i v a t e  g o a l  recogni t ion .  I n  WIZARD, such cases  a r e  
handled by two mechanisms that are e s s e n t i a l l y  com?lin?en_tary. 
4.4-1 Unwinding L i s t s  i n t o  Mul t ip l e  Traps. 
The f i r s t  nethod d e a l s  wi th  t h e  f i r s t  of our  examples. 
S p e c i f i c a l l y ,  t h e  list of f i lenames  t h a t  i s  t h e  command argument of 
t h e  p r i n t  command i s  unwound i n  t h e  semantics  of Print-command i n t o  a s  
many new Delete-command cop ie s  a s  a s  a r e  r equ i r ed  t o  cover  a l l  t h e  
p o s s i b l e  d e l e t i o n s .  This  is  done by mapping the  templa te  copying 
ope ra t ion  over t h e  List-of-f i lenames t h a t  was formed from t h e  pa r s ing  
of Print-conmand. The r e s u l t  of t h i s  process  i s  t h r e e  new 
Delete-command s p e c i a l i z e t s  i n  t h e  network, one f o r  each of t h e  f i l e s  
named i n  t h e  f i r s t  argument of t h e  PRINT command. 
4.4.2 Searching t h e  Net f o r  Matching Objec ts .  
The method of handl ing  t h e  second problem c a s e  ( i n  which a l is t  
i s  used i n  a  command f o r  which t h e r e  might be  an i n d i v i d u a l  t r a p )  i s  
t o  aga in  map through t h e  l i s t  of f i lenames.  This  t ime i n s t e a d  of 
copying a templa te  f o r  each f i lename,  we see whether t h e r e  is a 
pa r s ing  o b j e c t  i n  t h e  n e t  t h a t  w i l l  match t h e  formed o b j e c t .  
Presumably such a n  o b j e c t  h a s  been c r e a t e d  by some previous  a c t i v a t i o n  
(such as t h e  j u s t  p rev ious  PRINT command). I f  such a n  o b j e c t  is found 
then  i ts  semantic  exp res s ion  i s  a c t i v a t e d  a s  i f  t h e  o b j e c t  had matched 
an incoming s t r i n g .  Since each new o b j e c t  (formed from a templa te )  
i nc ludes  a p o i n t e r  t o  t h e  templa te  from which i t  came, it i s  a s imple  
matter t o  t e l l  which o b j e c t s  should be sought a s  a match f o r  t h e  
c u r r e n t  o b j e c t  
4.5 Detaching Pa r s ing  Objects .  
I n  a d d i t i o n  t o  adding new pa r s ing  o b j e c t s  t o  t h e  network, i t  must 
be  p o s s i b l e  t o  d e l e t e  o b j e c t s .  W e  can s e e  t h i s  need i n  t h e  fo l lowing  
u n d e r s i r a b l e  behavior  of WIZARD: 
$RENAME A B 
$COPY C D . 
$DELETE c 
%You can use  RENAME.. . 
Obviously, t h e  u s e r  knows about t h e  RENAME command s o  he must 
have had some non-obvious motive f o r  i s s u i n g  t h e  second and t h i r d  
commands. We do n o t  want t o  suggest  t h e  use of RENAME i f  h e  a l r e a d y  
has  demonstrated knowledge of t h a t  command. 
The way I have chosen t o  d e a l  with t h i s  is  t o  permit  t h e  
semantics  of t h e  o b j e c t  t h a t  would match a  RENAME command t o  
d e a c t i v a t e  t h e  o b j e c t  which would match COPY and begin  t h e  r ecogn i t i on  
of t h e  C0PY-t-DELETE sequence above. 
Another example i n  which o b j e c t  d e a c t i v a t i o n  s e r v e s  us  is  i n  
prevent ing  m u l t i p l e  a c t i v a t i o n  of t h e  a s s i s t a n c e  message. That i s ,  
suppose t h e r e  would b e  reason t o  i s s u e  t h e  same command s e v e r a l  t imes. 
I f  t h i s  command matches t h e  t e rmina l  o b j e c t  f o r  some g o a l  r ecogn i t i on  
then  t h e  use r  is going t o  cause t h e  a c t i v a t i o n  of t h e  h e l p  system each 
time t h e  command is  i s sued .  This  i s  somewhat undes i r ab le  (a l though i t  
would c e r t a i n l y  g e t  t h e  o i n t  a c r o s s ) .  
I n  t h i s  case ,  t h e  g n e r i c  o b j e c t  t h a t  was a c t i v a t e d  t o  recognize  
t h e  g o a l  would remove i t s e l f  from the  network. Perhaps i t  would a l s o  
a c t  t o  remove a l l  o t h e r  t r a p s  from t h e  n e t  t h a t  would g ive ,  now 
redundant,  a i d  by t e l l i n g  t h e  use r  t h e  same th ing .  
4.6  Flow of Control  Charting. 
I have found i t  personal ly  u s e f u l  t o  diagram the  semantic a c t i o n s  
t h a t  I w i l l  apply t o  a  goal  recogni t ion  task .  Figure 5 shows t h e  
"flowchart" ( f o r  l a c k  of a  b e t t e r  term) t h a t  r ep resen t s  t h e  
recogni t ion  of the  PRINT+I)ELETE sequence discussed above. I w i l l  u se  
t h i s  informalism t o  i l l u s t r a t e  a l l  recogni t ion  examples. This i s  not  
meant t o  b e  a d e t a i l e d  desc r ip t ion  of the  recogni t ion  process but  
merely a v i s u a l  a i d  ind ica t ing  the  s o r t  of a c t i o n  t h a t  w i l l  t a k e  
place.  
The a c t i o n s  a r e  represented by arrows i n  the  f i g u r e  5. Solid 
arrows i n d i c a t e  t h e  c r e a t i o n  of a  dynamic s p e c i l i z e r  t o  match l a t e r  
commands i n  the  sequence. Crossed arrows (+>) i n d i c a t e  
deac t iva t ion  of a  parsing objec t .  Note t h a t  a l l  the  dynamically 
crea ted  ob jec t s  a r e  s e l f  deact iva t ing .  A dashed arrow 6--- 3 )  
i n d i c a t e s  ob jec t  search  r a t h e r  than o b j e c t  c rea t ior  . Wherever l i s t  
unwinding takes  p lace  t h e r e  is  a one-co-many mappin. v i a  s o l i d  o r  
dashed arrows. L i s t s  of th ings  a r e  denoted by sequences followed by 
an e l i p s i s  (I,, ,., ). Objects t h a t  a r e  i n  the  i n i t i a l  network (not  
c rea ted  dynamically) are noted t o  the  l e f t  by a double arrow (,=9). 
+ $PAT ~ ~ / ~ u o l / ~ u a l / . . .  
/ I \  
:i a 
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Figure  5: Flowchart f o r  t h e  PRINT+DELETE Recogni.tion. 
I f  t he  command PRiNTjDELETE has  eve r  been used, w e  need t o  
d e a c t i v a t e  t h e  normally p o t e n t i a l  r ecogn i t i on  of t h e  PRINT+-DELETE 
sequence. It would obviously not  make much sense  t o  t e l l  t h e  u se r  
what he knows a l r eady .  This  p a r t i c u l a r  s t e p  is  n o t  s o  s imple s i n c e  i t  
i s  d i f f i c u l t  t o  recognize  PRINT/DELETE. It might have had in t e rven ing  
q u a l i f i e r s  (such a s :  "PRINT/NOFLAG/DELETE1' e t c .  I n  order  t o  perform 
t h i s  t a s k ,  i t  is necessary  t o  unwind t h e  l i s t - o f - q u a l i f i e r s  t o  t h e  
PRINT command and sea rch  i n  t h e  network f o r  a PRINT~DELETE o b j e c t .  
The semantics  of THAT o b j e c t  w i l l  cause t h e  d e a c t i v a t i o n  of t h e  
r ecogn i t i on  sequence head -- not  t h e  gene ra l  p r i n t  coxurnand a c t i v a t i o n .  
4.7 Considerat ions of Command Order. 
One of t h e  advantages t h a t  WIZARD h o l d s  over a s t r a i g h t  p a t t e r n  
matcher i s  i t s  t h a t  i t  w i l l  au toma t i ca l ly  i gnore  anyth ing  t h a t  i t  h a s  
n o t  been t o l d  about.  This  t u r n s  out  t o  b e  of u se  i n  many c a s e s  where 
commands t h a t  might i n t e r v e n e  between p a r t s  of t h e  sequence might n o t  
a f f e c t  i t  i n  any way. For example, i f  t h e  u se r  i n t e r s p e r s e d  a  TYPE 
command between t h e  COPY and DELETE commands above then  we would 
probably want t o  i gnore  i t  even i f  t h e  f i l e  typed was one of  t hose  
copied. I f  we d i d  not  want t o  i gnore  commands t h a t  accessed  those  
f i l e s ,  t h a t  c a p a b i l i t y  e x i s t s  as well. by simply p l ac ing  a pa r s ing  t r a p  
f o r  t h a t  f i lename.  
It is n o t  always t h e  c a s e  t h a t  w e  can tell syn tac t i . ca l ly  whether 
a cnnmand will have an e f f e c t  on our  sequence r ecogn i t i on .  Consider 
t h e  foLlowing example of r e d i r e c t i n g  t h e  output  of t h e  DIRECTORY 
command : 
Should be recognized a s  a t tempt ing  t o  c a p t u r e  t h e  output  of the DIR 
command i n  a  f i l e .  The /OUTPUT= q u a l i f i e r  can be  used i n  o r d e r  t o  
do t h i s  a s  fol lows:  
I n  t h f s  case ,  commands t h a t  i n t e r v e n e  between t h e  two end 
commands a f f e c t  t h e  r e s u l t  on ly  i n  c a s e  they  gene ra t e  ou tpu t .  It 
would be lud ic rous  t o  have t h e  semantics  of t h e  ASSIGN command l a y  
t r a p s  f o r  every command t h a t  might gene ra t e  ou tpu t .  An approach 
beyond s t r a i g h t  expec ta t ion  is requ i r ed  t o  c o r r e c t l y  recogniz ing  t h i s  
sequence. 
4.7.1 Hunting t h e  Command Hi s to ry  L i s t .  
As was mentioned: a command h i s t o r y  is  r e t a i n e d  which con ta ins  a 
l ist  of a l l  t h e  i n t e r p r e t a t i o n s  of t h e  commands en te red .  The way 
chosen t o  approach t h e  g e n e r a l  problem suggested above is by p a t t e r n  
matching a g a i n s t  t h e  command h i s t o r y  l is t .  Each member of t h e  h i s t o r y  
l i s t  is a  l i s t  of t h e  names of t h e  i n s t a n c e s  c r e a t e d  f o r  each  parsed 
command. Thus, t h e  commands i n  t h e  4SSIGN-l-DIR example above might 
c r e a t e  t h e  fo l lowing  h i s t o r y :  
(dir-command-00005-00008 
dcl-comma ld-00010) 
This  d a t a  is s t o r e d  i n  t h e  g l o b a l  v a r i a b l e  "cmd-historyft. 
Note t h a t  t h e  l a t t e r  command have two i d  numbers s i n c e  they  were 
matched by dynamically c r e a t e d  o b j e c t s  t h a t  had t h e i r  own numbers. 
The r u l e  of name gene ra t ion  causes  an  a d d i t i o n a l  i d  number t o  b e  
appended t o  t h e  pa r s ing  ob jec t ' s  name. Also no te  t h a t  t h e  most 
s p e c i f i c  i n t e r p r e t a t i o n  i s  t h e  f i r s t  i n  t h e  s u b l i s t .  DCL-command w i l l  
be  t h e  l a s t  i n t e r p r e t a t i o n  in any s u b l i s t  s i n c e  i t  i s  t h e  s t a r t  node 
for the depth-first-search and succeeding in matching any input. 
Utilities for matching against the command history list are not 
provided as WIZARD primitives but it is a reasonably simple matter to 
map down the "cmd-history" variable with any desired search. Thus, an 
additional criterion for the activation of the recognition (attached 
to the last command: DEASSIGN) in the ASSIGNi-DIR example would be 
that the locations of the commands instantiated were next to one 
another. There are any number of other codings for this test even to 
the point of having some list of the commands that create output and 
seeing that one of them was not between the understanding objects* 
4 . 8  The Form that Help Takes. 
This work deals primarily with activation of the help processor 
rather than the form that the help itself will take. I have 
specifically avoided this topic but there are issues 1 1  the design of 
those interactions that rely heavily upon the comm' ~d understanding 
stages. In particular, it is important to know, for example, which of 
several possible filenames was the one which activated the help 
request. The availability of this type of information can help 
improve the help interactions by clarifying the context in which the 
goal recognition succeeded. 
WIZARD provides a  way of accessing p a r t s  of ins t ance  ob jec t s .  
This can be used i n  one of two ways t o  pass t h e  context  of t h e  
recogni t ion  t o  l a t e r  s t eps .  
4.8.1 Passing Information i n  Proper t ies .  
The most s t ra ight forward  method of passing context  information is  
t o  simply s t u f f  i t  i n t o  a  proper ty  a t tached t o  the  newly crea ted  
parsing ob jec t s .  For example, when the  list of f i lenames i n  the  COPY 
command t h a t  began a  COPY+DELETE sequence is unwound, the  name of t h e  
f i l e  a t  hand i n  each s t e p  of t h e  unwinding can be  put  onto the  
property l is t  of the  DELETE pars ing  ob jec t  c rea ted  f o r  t h a t  filename. 
Then a l l  t h a t  t h e  recogni t ion  process need do is ge t  t h a t  name (and 
any other  information t h a t  was s q u i r r e l e d  away f o r  i ts  b e n e f i t ) .  
4.8.2 Extract ing Inforr. 3tion from t h i s  Instance.  
The o the r  means of gaining context  information is  t o  lookup 
s p e c i f i c  s t r i n g s  from t h e  ins tance  o b j e c t s  by simply using the WIZARD 
path  access u t i l i t y  t o  d i g  out  the  proper l e a f .  This method can only 
be appl ied  i f  the  des i red  da ta  i s  a  p a r t  o r  subordinate of t h e  o b j e c t  
i n  hand. Such th ings  a s  the  t i m e  of day of t h e  i n i t i a l  command match 
a r e  c l e a r l y  not  going t o  be access ib le  i n  t h i s  manner and w i l l  have t o  
be  passed i n  a  property.  
4.9  Two Examples. 
Here I inc lude  two examples of semantic programing techniques. 
We have seen these  before  a s  examples throughout t h i s  work and w i l l  
see them again i n  d e t a i l  i n  t h e  next  chapter .  The treatment he re  is 
more concerned with t h e  s t y l e  of semantic programming needed t o  
support  t h e i r  recognit ion.  I apply techniques discrissed throughorit 
t h i s  chapter.  
4.9.1 COPY+DELETE -> RENAME 
This f i r s t  example i s  t o  recognize the  sequence from which t h e  
idea  of W1ZAP.D f i r s t  came.  hat' i s ,  recognize when a user is  renaming 
a f i l e  by 2~plics~ion of the COPY comzand and subsequent deletinn (by 
DELETE cornand) of one of the  source f i l e s  from the  copy, F igure  G 
represents  t h i s  recogni t ion  program. It is much t h e  same problem as 
t h e  PRINTtDELETE sequence. mentioned e a r l i e r  i n  t h i s  chapter.  
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Figure 6: Flowchart for the COPY+DELETE Recognition. 
If t he  user  ever  uses a  RENAME command then remove t h e  p o t e n t i a l  
t o  begin t h i s  recogni t ion  (s ince  he c l e a r l y  a l ready knows what we have 
t o  t e l l  him). When a COPY command is encountered, s e t  t r a p s  f o r  a  
poss ib le  d e l e t i o n  of each ind iv idua l  f i l e .  Also, whenever a  d e l e t e  
command is encountered, unwind the  list of f i l e s  t o  be  de le ted  and 
search the  n e t  f o r  an ex tan t  DELETE command pars ing  ob jec t  which w i l l  
match the  filenames i n  t h e  l ist .  Each d e l e t e  command ob jec t  detaches 
i t s e l f  upon a c t i v a t i o n .  
W e  would l i k e  t o  present  some s p e c i f i c s  about t h e  context  of t h e  
recogni t ion  i f  one of t h e  d e l e t e  o b j e c t s  is  ac t iva ted .  Thus, we w i l l  
have t o  pass along the  name of t h e  f i l e  t h a t  was copied and the  name 
t o  which i t  was copied. The way t h a t  these  a r e  a c t u a l l y  passed w i l l  
be  d e t a i l e d  l a t e r .  
4.9.2 ASSIGN SYS$OUTPUT+DIR => DIR/OUTPUT= 
This is a t h r e e  s t e p  recogni t ion  program. It is r a t h e r  complex. 




Figure 7: Flowchart for the ASSIGN+DIR Recognition. 
The initial object for this sequence lays two traps, branching 
two possible paths of continuation. The first, the expected path, is 
a trap for a DIR command that does not have !OUT= as s qualifier. If 
this is located, then a trap for the terminal DEB;SIGN command is 
laid. Activation of that terminal trap will cause activation of the 
notification (for the DIR/OUT=) command, only if there was only one 
command between the ASSIGN and DEASSIGN commands. Thus, if there were 
any other commands between the two, the user aid is not invoked. In 
any case, activation of the terminal DEASSIGN command detaches itself. 
The o t h e r  path spawned from t h e  i n i t i a l  ASSIGN command is a t r a p  
f o r  a matching DEASSIGN command. Should t h a t  t a k e  p l ace ,  t h e  t r a p  
c r e a t e d  f o r  t h e  D I R  command is deac t iva t ed  a long  wi th  t h i s  DEASSIGN 
command t r a p .  Thus, i f  a n  ASSIGN~DEASSIGN p a i r  occu r s  wi thout  having  
an  in t e rposed  D I R  command, t h e  D I R  t r a p  is removed. I f  it were n o t  
removed t h e r e  would be  t h e  p o s s i b i l i t y  of a spu r ious  r ecogn i t i on  i n  
t h e  c a s e  of a l a t e r  a p p l i c a t i o n  of D I R  command and a DEASSIGN command. 
Note t h a t  t h e  name of t h e  DIR command must b e  passed t o  t h i s  DEASSIGN 
command t r a p  i n  o rde r  f o r  t h i s  d e a c t i v a t i o n  t o  t a k e  p lace .  
This  DEASSIGN t r a p  w i l l  be  a c t i v a t e d  i n  a d d i t i o n  t o  t h e  DEASSIGN 
t r a p  from t h e  o t h e r  pa th  i n  ca se  a D I R  command w a s  i s sued .  This  is 
convenient ,  i n  t h i s  ca se ,  because i t  causes t h e  cleanup of t h e  D I R  
command t r a p  f o r  bo th  pa ths .  
5.0 Chapter 5: Detai led Pr imi t ive  Semantics. 
Whereas t h e  previous chapter  might be s u b t i t l e d  "The A r t  of 
Semantic Programming (volume I ) " ,  t h i s  chapter  might bear the  t i t l e  "A 
WIZARD programmer's manual". Once the  recogni t ion  plan has been 
ou t l ined  a s  discussed i n  Chapter 4, the  author can apply  t h e  s p e c i f i c s  
i n  t h i s  chapter  t o  make WIZARI) perform the  intended recogni t ion .  
Since t h e  base programming language f o r  semantic programs i s  LISP 
it is necessary t h a t  t h e  author  of WIZARD recogni t ion  programs be  
f a m i l i a r  with LISP. I w i l l  assume such f a m i l i a r i t y  i n  t h i s  chapter .  
Although t h e  semantic a c t i o n s  a r e  reasonably simple t o  use,  they a r e  
only u t i l i t i e s  and need t o  work with some amount of u s e r  w r i t t e n  LISP 
code. 
5.1 Objects vs N a m e s .  
Every ob jec t  i n  t h e  network has a  unique name. Thus, given t h e  
name of an ob jec t  one can ge t  i t s  body ( t h e  value) .  The opposi te  i s  
a l s o  t r u e  (see  chapter  3 ) .  A s  f a r  as t h e  semantic a c t i o n s  a r e  
concerned, a  name i s  a s  good a s  i t s  value  and v i c e  ve r sa .  The 
u t i l i t i e s  a l l  subscr ibe  t o  the  philosophy t h a t  no matter  how many 
times t h e  author  is t o l d  t o  use a name here  o r  a  va lae  t h e r e  he  w i l l  
reverse  them a t  some point .  Thus, the  f i r s t  th ing  t h a t  each a c t i o n  
u t i l i t y  does i s  t o  fo rce  the  argument passed t o  be  of t h e  type  t h a t  
t h a t  funct ion  needs rega rd less  of i t s  i n i t i a l  form. I w i l l  use t h e  
t e r m  "object" always t o  r e f e r  t o  t h e  t h i n g  t o  b e  passed* 
5.2 The Semantic Act ions.  
The semantic  a c t i o n s  a r e  a  set of  u t i l i t y  f u n c t i o n s  t h a t  a r e  used 
by t h e  a u t h o r  t o  w r i t e  g o a l  r ecogn i t i on  programs. They a r e  used as 
p a r t s  of t h e  "semantics" expression.  The p a r t i c u l a r  f u n c t i o n s  
provided are: 
(lookup o b j e c t  pa th )  
Find a  subobjec t  of something by pa th  s p e c i f i c a t i o n .  
(apply- to- l i s t  o b j e c t  f u n c t i o n )  
Map t h e  s p e c i f i e d  f u n c t i o n  over  t h e  given List-of- things 
binding t h e  name of each th ing  t o  t h e  f u n c t i o n  argument. 
(new-copy templa te  b i n d i n g l i s t )  
Crea t e  a dynamic pa r s ing  o b j e c t  by copying a templa te  o b j e c t  
r ep l ac ing  s u b p a r t s  by s p e c i f i c s  from t h e  b i n d i n g l i s t .  
(find-copy template  b i n d i n g l i s t )  
Make an  o b j e c t  ( a s  i n  new-copy) b u t  i n s t e a d  of adding i t  t o  
t h e  n e t  s ea rch  f o r  a matching o b j e c t  a l r e a d y  ex tan t .  
(detach o b j e c t )  
Remove a n  o b j e c t  from t h e  network. 
5.2.1 Finding P a r t s  of Objec ts .  
Given a n  o b j e c t  i n  t h e  network i t  is p o s s i b l e  t o  e x t r a c t  t h e  
subob jec t s  o r  s p e c i f i c s  t h a t  make i t  up. The LOOKUP f u n c t i o n  provides  
t h e  means of f i n d i n g  p a r t s  of o b j e c t s  by pa th  s p e c i f i c a t i o n .  The form 
of a pa th  has  been expla ined  i n  s e c t i o n  3.1.4. Handed an o b j e c t  and a 
pa th  l i s t ,  t h i s  f u n c t i o n  w i l l  r e t u r n  t h e  th ing  (an o b j e c t  o r  atom) 
t h a t  r e s i d e s  a t  t h e  end of t h e  path. 
5.2.2 Unwinding L i s t s  of Things. 
Paths  obvious ly  cannot be  used t o  s p e c i f y  a r b i t r a r i l y  deeply  
nes t ed  th ings  i n  a  Lis t-of- things.  The way lists a r e  handled is t o  
unwind them. LOOKUP i s  used t o  f i n d  t h e  top  of t h e  l i s t  and then  t h i s  
i s  passed t o  APPLY-TO-LIST. That f u n c t i o n  a c t s  somewhat l i k e  IUPCAR: 
i t  t a k e s  t h e  l i s t  and a  f u n c t i o n  ( t y p i c a l l y  a LAMBDA express ion)  and 
a p p l i e s  t h a t  f u n c t i o n  t o  each t h i n g  i n  t h e  l i s t .  
APPLY-TO-LIST con t inues  through t h e  l i s t  u n t i l  t h e  r e s u l t  of some 
a p p l i c a t i o n  f a i l s  t o  r e t u r n  NIL. That is, i f  t h e  r e s u l t  of t h e  
a p p l i c a t i o n  of t h e  f u n c t i o n  t o  t h e  t h i n g  is non-NIL then  t h a t  v a l u e  i s  
r e tu rned  a s  t h e  r e s u l t  of t h e  e n t i r e  a p p l i c a t i o n  and t h e  APPLY-TO-LIST 
t e rmina te s*  This provide2 a  conver,ient s;zy of using l i s t  unwinding to 
sea rch  through thz list f o r  some s i n g l e  o b j e c t  u s ing  t h e  a p p l i ~ d  
express ion  a s  a p red ica t e .  I f  t h e  end of t h e  l i s t  i s  reached,  
APPLY-TO-LIST r e t u r n s  N I L .  
5.2.3 Crea t ing  a  New Object .  
New p a r s i n g  o b j e c t s  a r e  dynamically c r ea t ed  s p e c i a l i z e r s  i n  t h e  
network. They a r e  c r e a t e d  by copying a templa te  o b j e c t  and r e p l a c i n g  
h o l e s  i n  t h a t  templa te  wi th  s p e c i f i c s .  Template o b j e c t s  must have  
been put  i n t o  t h e  n e t - ~ o r k  previous ly .  The templa te  should con ta in  
pa ths  t o  each h o l e  i n  i t s  name/path mask f i e l d .  Each h o l e  should have 
a  name/path p a i r .  The second argument t o  t h e  NEW-COPY f u n c t i o n  i s  a 
list associating each name in the name/path mask with the value which 
is to fill that hole. 
For example: consider the name/path mask which might be in a 
DELETE command template that will match the deletion of a specific 
file. 
( (name (Command-argument Name)) 
(ext (Command-argument Ext)) ) 
This might be bound by the bindinglist: 
'( (name ,(lookup instancel 
'(Command-argument First-thing Name)) 
1 
(ext ,(lookup instancel 
'(Command-argument First-thing Ext)) 
1 
1 
The above example demonstrates many techniques commonly applied 
in the use of the semantic actions. First, note the use of LOOKUP to 
select the specffic to be bound into the object under construction. 
[It may be supposed that they are being selected from a COPY command 
where the two arguments to the command were parsed into a First-thing 
and a Second-thing.] The backquote macro comes in quite handy in these 
constructions since it permits us to form the bindinglist almost 
directly . 
In the above case, the COPY command from which the filename parts 
are being selected is supposed to be a copy of only one filename. If 
we wished to have a new copy of the DELETE command object formed for 
each instance of a filename in a list of filenames (a List-of-things 
where each th ing  is a f i lename)  then  w e  would have t o  embed t h e  e n t i r e  
c o n s t r u c t i o n  i n  an  APPLY-TO-LIST a s  fo l lows:  
(apply-to- l is  t 
(lookup t h i s - i n s t a n c e  '(Command-argument ~ i r s t - t h i n g ) )  
' (lambda (ob j ) 
(new-copy Delete-template 
'((name , ( lookup ob j  '(Name))) 
( e x t  ,( lookup o b j  ' ( E x t ) ) )  
1) 
() ; r e s u l t  must be  NIL 
1 
) 
Notice t h a t  a  NIL is  re tu rned  by t h e  LAE4BDA express ion .  This  is  
s o  t h a t  APPLY-TO-LIST cont inues  t o  process  t h e  e n t i r e  list.  
5.2.3.1 Naming t h e  Current  ~ n s t ' a n c e .  
The va lue  of t h e  g l o b a l  THIS-INSTANCE i n  t h e  above expres s ion  is 
bound f o r  t h e  d u r a t i o n  of t h e  semantic  eva lua t ion ,  t o  t h e  o b j e c t  t h a t  
was i n s t a n t i a t e d  i n  o r d e -  t o  cause t h i s  eva lua t ion .  This  is needed i n  
o rde r  t o  access  p o r t i o n s  of t h e  command t h a t  was j u s t  en tered .  
5.2.3.2 Communicating t o  La te r  S teps .  
NEW-COPY r e t u r n s  t h e  name of t h e  newly c rea t ed  s p e c i a l i z e r .  I f  
we wished t o  pass  some i r~ fo rma t ion  t o  t h e  semant ics  of t h a t  p o t e n t i a l  
a c t i v a t i o n ,  we could enc lose  t h e  a p p l i c a t i o n  of NEW-COPY i n  a PUTPROP 
express ion  and hang a s s o c i a t e d  information on to  i t  a t  w i l l .  For 
example, i f  w e  wished t o  pass  t h e  c u r r e n t  t ime of day t o  t h e  l a t t e r  
a c t i v a t i o n ,  w e  might wr i t e :  
(putprop (new-copy . . . ) 'time-of -day (timeexpr ) ) 
5.2.3.3 Specifying with Subobjects. 
I n  a l l  of t h e  above examples, I have been f i l l i n g  t h e  template 
ho les  with s p e c i f i c  p a r t s  of an ex tan t  ob jec t  s e l e c t e d  out  by LOOKUP. 
It is important t o  note  t h a t  t h i s  does not  work q u i t e  a s  simply i f  t h e  
ob jec t  with which we a r e  f i l l i n g  the  ho les  i s  another s p e c i a l i z e r  
(say, a  complete Filename). Recal l  t h a t  the  form of an ins tance  (such 
as t h a t  which is  t h e  value  of THIS-INSTANCE) i s  d i f f e r e n t  from t h a t  of 
t h e  s p e c i l i z e r  t h a t  i s  under cons t ruct ion .  It may be necessary  t o  
embed ob jec t  names i n  lists t h a t  begin "(A . . .)I1 i n  order  t h a t  t h e  
pa r se r  properly process t h e  s p e c i a l i z e r .  
This is a l s o  rrecessary i f  new copies e r e  t o  be embedded wi th in  
o the r  new copies. This p a r t i c u l a r  embedding of new copy app l i ca t ions  
is t y p i c a l l y  not  necessary s i n c e  the  template should be  a complete 
ob jec t  with a l l  sub s p e c i f i e r s  i n  place. 
5.2.4 Finding a  Matching Object. 
Exactly analogous t o  NEW-COPY; one can hunt the  network f o r  an 
ex tan t  pars ing  ob jec t  ins t ead  of c r e a t i n g  one. This is used 
s p e c i f i c a l l y  i n  unwinding l ists  "backward" t o  s e e  whrther some t r a p  
has  been s e t  f o r  a  p a r t i c u l a r  subcommand issued as  a r e s u l t  of a  
l i s t -o f - th ings  used wi th in  the  cu r ren t  command. 
For example, w e  wished t o  be  a b l e  t o  cause t h e  following 
behavior : 
$COPY A B - 
$DELETE X,A,Y 
%If you a r e  t r y i n g  t o  change the  name of A... 
The semantics of t h e  COPY command l a i d  t r a p s  f o r  t h e  s p e c i f i c  
command "DELETE A" but  t h i s  command never appeared. Rather, i t  was 
embedded i n  t h e  l i s t  de le t ion  of t h e  t h r e e  f i l e s  X,A,P. I n  t h e  
semantics of t h a t  l a t t e r  command w e  would want t o  put  t h e  expression: 
(apply-to-list  (lookup th is - ins tance  '(Command-argument)) 







Here a subobject  of t h e  ins tance  ( t h e  Filename ob jec t  t h a t  was 
bound by the  mapping action of APPLY-TO-LIST) i s  replaced f o r  t h e  NAME 
s p e c i f i e r  i n  the  same t c  aplate from which t h e  d e l e t e  pars ing  ob jec t  
was created.  The FIND-COPY u t i l i t y  w i l l  attempt t o  match a l l  ex tan t  
o b j e c t s  which were derived from Delete-template with t h i s  v i r t u a l  
ob jec t  ("v i r tua l"  i n  t h e  sense  t h a t  i t  is no t  a c t u a l l y  named and 
a t tached t o  the  ne t  bu t ,  r a t h e r ,  is simply being used t o  match ex tan t  
ob jec t s ) .  
The ob jec t s  t o  be  t e s t e d  can b e  found via t h e  ORIGIN f i e l d  i n  t h e  
s p e c i f i c a t i o n  element of network ob jec t s  (see  chapter  3) .  Only t h e  
o b j e c t s  hanging from the  template's super ior  need t o  be searched and 
only those  t h a t  o r ig ina ted  from the- Delete-template i t s e l f .  
5.2.5 Detaching an Object. 
The DETACH u t i l i t y  i s  used t o  remove an ob jec t  from the  network. 
It is given the  ob jec t  and r e t u r n s  NIL. That ob jec t  is REMOBed from 
the  LISP workspace and ex t rac ted  from the  proper ty  lists of i t s  
parent .  Objects below t h e  one being detached a r e  not REMOBed 
e x p l i c i t l y  al though t h e i r  ex i s t ence  w i l l  not  a f f e c t  t h e  speed of t h e  
pa r se r  unless  they have been e x p l i c i t l y  arranged a s  s p e c i a l i z e r s  of 
some o the r  f a t h e r .  I f  such i s  t h e  case  then t h e  author might wish t o  
ar range  t o  have these e x t r a  o b j e c t s  e x p l i c i t l y  detached. 
I n  order  t o  perform s e l f  detachment, w e  must know the  name of t h e  
pars ing  ob jec t  which matched causing the  i n s t a n t i a t i o n  of t h e  cu r ren t  
objec t .  This name is kept  i n  the  g loba l  va r i ab le :  PARSING-OBJECT 
which has a  va lue  f o r  t h e  dura t ion  of t h e  evaluat ion  of t h a t  objec t ' s  
semantics. 
5.3 Two Examples Deta i led .  
Appendix C con ta ins  a s l i g h t l y  s t r i p p e d  form of t h e  semantics  
code t h a t  performs t h e  r ecogn i t i ons  f o r  t h e  COPY+DELETE and ASSIGN+DIR 
goa l s .  This  appendix toge the r  wi th  Appendix B, t h e  primary network 
o b j e c t s ,  form a complete and f u n c t i o n a l  knowledge base  f o r  t hose  
recogni t ions .  These r ecogn ize r s  a r e  s t r i p p e d  i n  t h e  sense  t h a t  t hey  
, on ly  perform t h e  r ecogn i t i on  on complete commacd names (e.g., "del" is 
n o t  an  accep tab le  s u b s t i t u t e .  f o r  "delete") .  
t h e r e  are s e v e r a l  p o i n t s  t o  n o t e  i n  reading  t h i s  code: 
The ASSIGN+DIR recogn i t i on  i s  invoked on ly  i f  t h e  o r i g i n a l  
ASSIGN command i s  e x a c t l y  2 commands from t h e  t e rmina l  DEASSIGN 
command thus  handl ing  t h e  problem of i n t e r p o s i n g  commands. 
The VMS DELETE command r e q u i r e s  a v e r s i o n  number on t h e  f i lename.  
This  must be ignored  i n  o r d e r  t o  proper ly  match wi th  t h e  f i lenames  
from the  COPY coramand. Since i t  is noL s p e c i f i e d  i n  the o b j e c t  
s l - f i l e fo rm,  and i t  i s  n o t  fo rced  t o  any value (o r  NIL) by t h e  
semantics  of sl-copy-conunand, i t  w i l l  be p rope r ly  ignored i n  
pa r s ing  o r  matching. 
The f i lename (name.ext) is cons t ruc ted  by t h e  sl-copy-command 
semantics  and passed i n  t h e  proper ty  ' f i l enane '  t o  t h e  DELETE 
command. This  is  then  used i n  t h e  h e l p  message. That name 
could have j u s t  a s  simply been pu l l ed  ou t  of t h e  DELETE pa r s ing  
o b j e c t  a t  n o t i f i c a t i o n  t i m e .  
6.8 Chapter 6: Open Problems and Loose Ends. 
I n  case  i t  i s  not  y e t  obvious t o  t h e  r eade r ,  WIZARD i s  noc 
p e r f e c t  i n  concept o r  implementation. I can wave my hands a t  some of 
t h e  d i f f i c u l t i e s  and inc lude  them i n  " fu tu re  d i r ec t ions" .  The more 
p r a c t i c a l  problems (sometimes known a s  des ign  e r r o r s  o r ,  more 
concise ly ,  bugs) a r e  more d i f f i c u l t  t o  exp la in  away. 
I n  t h i s  chap te r ,  I w i l l  t r y  t o  l a y  out  what WIZARD might have 
been a s  w e l l  as what it  cannot be  without  completely abandoning t h e  
a n t i c i p a t i o n  method of g o a l  r ecogn i t i on .  I c l a im no excuse f o r  having 
f a i l e d  t o  implement something a s  "cleanly1' o r  "correct1.y" a s  i t  might 
have been. Sometimes cons ide ra t fons  of t ime prevented such revamping. 
Sometimes a minor r e s t r u c t u r i n g  i n  one a r e a  would demand a major 
r e s t r u c t u r i n g  in another  and s o  t h e  burden  of t h e  d i f f i c u l t y  w a s  l e f t  
t o  t h e  au thor /user .  
6.1 Implementation Rest i c t i o n s  ( i .e . ,  Bugs). 
I begin t h e  d i scuss ion  of problems wi th  t h o s e  t h a t  a r e  most 
c l e a r :  t h e  bugs. These a r e  n o t  bugs i n  t h e  sense  of caus ing  LISP 
e r r o r  t r a p s  but  r a t h e r  misconsidered des ign  of p a r t s  of t h e  WIZARD 
system. Some of t h e s e  problems have been d iscussed  a l r eady  i n  chap te r  
2 w i t h  r e l a t i o n  t o  t h e  ~ ~ m p l i c i t y  of t h e  pa r s ing  scheme. I w i l l  n o t  
r e i t e r a t e  those  p a r t i c u l a r  problems here .  
6.1.1 Conf l i c t  of Object Form. 
A s  d i scussed  b r i e f l y  i n  chap te r  3,  t h e  form t h a t  an  o b j e c t  t a k e s  
d i f f e r s  between a s p e c i a l i z e r  ( o r  templa te )  and an in s t ance .  We might 
o f t e n  wish t o  a t t a c h  a  sub  o b j e c t  t h a t  i s  no t  atomic t o  a h o l e  i n  a 
template .  This  templa te  w i l l  later be  copied i n t o  a s p e c i a l i z e r .  
Ee re in  l ies t h e  bug: t h e  form of a sub  o b j e c t  r o l e  f i l l e r  i n  an  
i n s t a n c e  i s  a l i s t  whose s o l e  element is t h e  name of t h e  sub  in s t ance .  
I n  t h e  case  of a  s p e c i a l i z e r ,  however, sub o b j e c t  r o l e  f i l l e r s  a r e  
f  orrced by a l is t  l i k e  " (A . . . ) ' I .  The "At' form is necessary  i n  o r d e r  
t o  d i s t i n g u i s h  a LAMBDA express ion  from a sub o b j e c t .  I n s t ances  
should a l s o  b e  i n  t h i s  "A" format s o  t h a t ,  a s  f a r  a t  t h e  matcher and 
p a r s e r  are concerned, an  i n s t a n c e  o b j e c t  i s  no t  d i f f e r e n t  from a 
s p e c i a l i z e r  V/R. Current ly ,  i f  one wishes t o  use an  i n s t a n c e  de r ived  
sub  o b j e c t  t o  £3.11 a h o l e  i n  a templa te ,  i t  is  necessary  t o  c r e a t e  a  
new ccpy of t h a t  o b j e c t  as w e l l  and i n s e r t  a tomic ly  s e l e c t e d  p a r t s  of 
t h e  o b j e c t  i n  hand ' 0  t h a t  new copy. Only template  de r ived  
s p e c i a l i z e r s  a r e  v a l i d  pa r s ing  ob jec t s .  
6.1.2 Redundant Parsing:  An E f f i c i ency  Issue .  
A problem wi th  e f f i c i e n c y  of t h e  WIZARD p a r s e r  l i e s  i n  t h e  a c t i o n  
of t h e  depth f i r s t  s ea rch  system. The c u r r e n t  implementation beg ins  
a l l  t h e  way down a t  t h e  l e a v e s  and backs up t o  t h e  l e a f ' s  s u p e r i o r  t o  
p repa r se  t h e  s t r i n g .  This  process  is repea ted  f o r  each l e a f  i n  t h e  
ne t .  That is ,  f o r  example, Copy-command and Delete-command a r e  both  
DCL commands. Thus, t h e  express ions  i n  t h e  r o l e s  of t h e  DCL-command 
o b j e c t s  are r u n  f o r  bo th  of t hose  sub  s p e c i a l i z a t i o n s  and each 
e v a l u a t i o n  of DCL-command w i l l  c l e a r l y  r e t u r n  t h e  same resul t --a  
redundant and time-consuming ope ra t ion .  
There are two ways of avoid ing  t h i s  redundancy. The f i r s t  
involves  recoding t h e  p a r s e r  s o  t h a t  as depth f i r s t  s e a r c h  proceeds 
down ( looking f o r  a  l e a f  a t  which t o  begin g r ind ing )  i t  w i l l  p a r se  t h e  
s t r i n g  wi th  t h e  s u p e r i o r  o b j e c t s  and pass  t h e  p red iges t ed  s e l e c t i o n s  
t o  t h e  l e a f  when one w a s  f i n a l l y  found. Thus, t h e  l e a f  p a r s i n g  would 
no t  need t o  go t o  i t s  s u p e r i o r  be fo re  a t tempt ing  t o  sub s p e c i a l i z e  i ts  
r o l e  bindings.  The b ind ings  would be immediately a v a i l a b l e .  
The second method of f i x i n g  t h i s  i n e f f i c i e n c y  is  somewhat less 
c l e a n  b u t  does no t  involyre r e w r i t i n g  the  pa r se r .  mat i s  t o  use  
memoing of some s o r t  i1.1 o r d e r  t o  have t o  eva lua t e  t h e  l e x i c a l  
f u n c t i o n s  of t h e  s u p e r i o r s  on ly  once f o r  each s t r i n g .  
6.2 Problems With t h e  DCL Domain. 
Next I w i l l  d i s c u s s  some of t h e  more d i f f i c u l t  problems s t e m i n g  
from t h e  chosen environment and t h e  assumption of t o t a l l y  s y n t a c t i c  
g o a l  recogni t ion .  It t u r n s  out  t h a t  only ve ry  l i m i t e d  r ecogn i t i on  can 
b e  done on t h a t  b a s i s  due t o  non-transparent  s y n t s c t i c  s t r u c t u r e s  
which expand i n t o  o t h e r  s t r u c t u r e s .  There a r e  s e v e r a l  a r e a s  i n  which 
informat ion  must be  imported i n t o  the  r ecogn i t i on  process .  
6.2.1 Wildcard Filename Compression. 
DCL supports  "wild card" filename s p e c i f i c a t i o n s .  That is ,  
c e r t a i n  forms of f i lename a r e  a shorthand f o r  a whole list of a c t u a l  
f i l e s .  For example, i f  one's d i r e c t o r y  conta ins  t h e  f i l e s  "PHOO .BEAR" 
and "POO.BARV t h e  form: "P*.B*" is replaced i n t e r n a l l y  with both 
those  names. WIZARD has no provision f o r  importing information such 
a s  the  contents  of t h e  user 's  d i r e c t o r y  and would have t o  provide a 
p a t t e r n  expansion funct ion  t o  handle such cases. 
This p a r t i c u l a r  type of imported information is no t  a c t u a l l y  
t o t a l l y  unreasonable and, i n  f a c t ,  work t o  handle e x a c t l y  t h i s  
expansion is  cur ren t ly  i n  progress. 
6.2.2 Symbolic Replacement and Command F i l e s .  
Another f e a t u r e  of DCL is t h e  a b i l i t y  t o  replace  any command word 
( a c t u a l  o r  f i c t i t i o u s )  with some other  s t r i n g .  This information i s  
kept  i n  i n t e r n a l  DCL t a b l e s  and is  not  immediate-y a v a i l a b l e  t o  
WIZARD. Along with t h i s  f a c i l i t y ,  t h e  more advanced user  can w r i t e  
complete f i l e s  whose contents  a r e  performed i n  p lace  of a command (v ia  
an "@I' p r e f i x  which i s  usua l ly  hidden i n  a s t r i n g  macro replacement).  
For exatnple, the  user  might c r e a t e  a f i l e ,  CONFUSE.COM whose 
contents  a r e  a PRINT command followed by a DELETE command (as  i n  a 
previous example). Then he might spec i fy  t h a t  whenever he  used the  
command: "RENAME" it  was t o  execute t h e  CONFUSE.COM f i l e .  Thus, the  
sequence : 
$RENAME PKOO 
woul-d a c t u a l l y  i s s u e :  
$PRINT PHOO 
$DELETE PHOO 
Thi s  would c l e a r l y  confuse WIZARD e n t i r e l y  i f  i t  could n o t  f i r s t  
g e t  to t h e  symbolic replacement t a b l e s  which s p e c i f y  t h a t  
RENAME=@CONPUSE.COM and, secondly,  read  t h a t  f i l e  and i n t e r p r e t  i t s  
contents .  
6.3 T h e o r e t i c a l  Problems. 
I now t u r n  t o  more i n t e r e s t i n g  problems. These a r e  l e s s  l i k e  
d e f i c i e n c i e s  and more l i k e  t h i n g s  t h a t  I d i d  n o t  t h i n k  v e r y  hard 
about.  I n  r e sea rch ,  such t h i n g s  a r e  q u a l i f i e d  as e i t h e r  "not w i th in  
the domain of t h i s  t hes i s1 '  or as " f u t l ~ r e  df rec t ions l ' .  I n  keeping w:th 
t r a d i t i o n ,  I mention h e r e  some of each. 
6.3.1 Arguments of Deac t iva t ion .  
I n  t h e  c u r r e n t  des ign  of WIZARD, t he  only  way t h a t  h e l p  
t r a n s a c t i o n s  which would normally occur w i l l  no t  be  invoked is i f  some 
o t h e r  a c t i v a t i o n  has  caused t h e  o b j e c t s  which would have genera ted  
those  messages t o  be  e x p l i c i t l y  detached from t h e  network. There a r e  
some simple r u l e s  t h a t  have been suggested f o r  soae  s o r t  of i m p l t c i t  
deac t iva t ion .  These r u l e s  have been a r g ~ e d  i n  s p e c i f i c  c a s e s  bu t  t hey  
have no t  been implemented because i t  i s  not  c l e a r  t h a t  they  w i l l  no t  
cause undes i r ab le  e f f e c t s  i n  o t h e r  cases .  Some of t h e  r u l e s  a r e :  
6.3.1.1 P e r s i s t e n c e  of Dynamic Objects .  
Once a COPY command has  been i s sued ,  how long should t h e  t r a p  f o r  
a subsequent DELETE command remain? It would be somewhat unnerving t o  
r e t u r n  t h r e e  weeks l a t e r  and i s s u e  the  t e rmina l  DELETE s o  t h a t  t h e  
COPY-tDELETE goa l  a c t i o n s  sre invoked. In the  mean t ime t h e  use r  has  
probably l ea rned  of RENAME ( e i t h e r  himself o r  v i a  WIZARD) and needn't 
s e e  t h a t  h e l p  message. That t r a p  i s  simply t ak ing  up space  and t i m e  
and is  meaningless a f t e r  some number of s e s s ions .  
F i r s t ,  i t  should be c i e a r  tha t  t h e  nechariFs~a arc zvailzble in 
WIZARD t o  s t o r e  p o i n t e r  t o  a l l  t h e  EELETE t r app ing  o b j e c t s  i n  some 
g l o b a l  v a r i a b l e  and then detach  them a l l  when a  RENAME cornnand is 
i ssued .  This  would c o r r e c t  the d i f f i c u 1 . t ~  i f  t h e  u se r  f i g u r e s  out  
rename without  t h e  a i d  of WIZARD. 
6.3.1.2 General Self-Deact ivat ion.  
It has been argued t h a t  a l l  dynamically c r e a t e d  o b j e c t s  should be  
r e s t r i c t e d  by some gene ra l  d e a c t i v a t i o n  r u l e s .  These are t h a t  every  
dynamic o b j e c t  de tach  i t s e l f  upon i t s  a c t i v a t i o n  ( so  t h a t  i t  is  no t  
a c c i d e n t a l l y  r e a c t i v a t e d ,  caus ing  t h e  same h e l p  message o r  hanging a 
d u p l i c a t e  new o b j e c t  i n t o  t h e  network) and t h a t  a l l  o b j e c t s  c r e a t e d  a s  
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a r e s u l t  of a given unwinding process  d e a c t i v a t e  a l l  i ts b r o t h e r s  when 
i t  is  a c t i v a t e d .  These sugges t ions  are both  aimed a t  s p e c i f i c a l l y  
avoiding redundancy of h e l p  messages and i n  some c a s e s  t hey  seem t o  
improve WIZARD'S behavior .  
It is n o t  c l e a r ,  however, t h a t  we would want such r u l e s  i n  a l l  
cases .  Consider t h e  c a s e  i n  which t h e  node which would be  deac t iva t ed  
is n o t  a t e rmina l  node b u t ,  r a t h e r ,  spawns new o b j e c t s  t h a t  a r e  
dependent upon t h e  inpu t  form. If  t h i s  o b j e c t  were t o  s e l f  
d e a c t i v a t e ,  on ly  t h e  f i r s t  of t h e  p o s s i b l e  a c t i v a t i o n s  of t h a t  i n t e r i m  
s t e p  would be  a c t u a l l y  executed. 
6.3.1,3 User P r o f i l e s .  
Closely a s s o c i a t e d  wi th  t h e  du ra f ion  of dynamic o b j e c t s  is  t h e  
ques t ion  of what knowledge should be preserved  from s e s s i o n  t o  s e s s i o n  
o r  over longer  pe r iods  o '  t i m e .  It i s  n o t  even c l e a r  t h a t ,  i n  t h e  
c a s e  of our  COPY+DELETE sequence having been detached by t h e  use of a  
RENAME command, t h a t  sequence should no t  be  r e s to red .  I f  t h e  u s e r  
s t i l l  p e r s i s t s  i n  us ing  COPY-kDELETE misbehaviors  t hen  we might e i t h e r  
ques t ion  h i s  memory o r  ques t ion  t h e  p o t e n t i a l  of our  misunderstanding 
some s i d e  e f f e c t  of t h a t  sequence. , 
The s t o r e d  knowledge base becomes a  p r o f i l e  of t h e  knowledge of  
t h e  use r  and can be  analyzed t o  determine how f a r  a long  he  has  come o r  
how quickly  he  is progress ing .  It a l s o  provides a  l o g  of a l l  commands 
i s sued  and can thus  be used i n  p ro toco l  a n a l y s i s  t o ,  perhaps,  a c t u a l l y  
t each  WIZARD about  t h i s  p a r t i c u l a r  user .  
6.3.2 Reconstruct ion of S t r i n g s  f o r  Help Messages. 
WIZARD i s  r e a l l y  a  h e l p  processor  i nvoca t ion  system. I have  n o t  
been e s p e c i a l l y  concerned wi th  t h e  a c t u a l  h e l p  i n t e r a c t i o n s .  This  is  
p r i m a r i l y  because I do no t  t h i n k  t h a t  I could have done j u s t i c e  t o  
bo th  top ic s .  There are, however, some s imple  a p p l i c a t i o n s  of t h e  
WIZARD d a t a  s t r u c t u r e  and l o g i c  t h a t  might b e  use fu l  i n  t h e  
cons t ruc t ion  of t h e  a c t u a l  h e l p  s c n a r i o s .  
A l l  t h e  con tex t  in format ion  t h a t  t h e  h e l p  processor  needs must 
e i t h e r  be. passed along wi th  t h e  WIZARD program ( i n  p r o p e r t i e s )  o r  e l s e  
e x t r a c t e d  from t h e  o b j e c t  whose a c t i v a t i o n  fnvokec! t h e  h e l p  
i n t e r a c t i o n .  It is sometimes necessary  t o  b reak  a p a r t  o b j e c t s  i n  
o rde r  t o  e x t r a c t  t h e i r  g trts f o r  t h e  h e l p  messages. For example, I n  
o rde r  t o  p r i n t  a  prc , e r l y  formed f i lename i n  t h e  COPYfDELETE h e l p  
message i t  w a s  necessary  t o  e x t r a c t  t h e  f i r s t  p a r t  of t h e  name and t h e  
ex tens ion  s e p a r a t e l y  and r e b u i l d  t h e  f i lename manually ( v i a  s t r i n g  
conca ten ta t ion ) .  
This  should not  be  necessary.  A l l  t he  informat ion  e x i s t s  i n  t h e  
o b j e c t s  i n  t h e  network t o  r e c o n s t r u c t  them i n t o  s t r i n g s  by simply 
reconconcaten ta t ing  t h e  p a r t s  i n  some uniform way. A l i s t  of 
f i lenames  i s  a l i s t -o f - th ings  where each th ing  is a f i lename.  Thus, 
i n  order  t o  make the  s t r i n g  from which a l is t  of f i lenames was 
derived,  simply i n s e r t  comas  between the  reconst ructed  filenames. 
The process is  not  q u i t e  t h i s  s i n p l i s t i c  because the  top-level  
expressions might l o s e  information (although probably not  anything 
re levan t )  and t h e r e  would have t o  be some rebu i ld ing  funct ion  t h a t  
performed the  ca ten ta t ions .  Otherwise, w e  would have t o  go i n  and 
i n v e r t  the  opera t ion  of t h e  LISP expressions t h a t  parsed the  s t r i n g s  
. t o  begin with and t h i s  is  c e r t a i n l y  not  a simple task .  
6 .4  Automatic Generation of Semantics. 
Given t h a t  t h e  WIZARD paradigm is  t h e  p e r f e c t  user  a s s i s t a n c e  
frontend (of course) ,  i t  remains only t o  c l ean  up some of t h e  messy 
programing that is involved i n  naking it work proper ly .  me rsader, 
by t h i s  time, has probably reached the  conclusion t h a t  i t  t akes  some 
very c a r e f u l  planning and a g r e a t  dea l  of experience i n  order  t o  w r i t e  
working bU'IZA.RD programs. It would be n i c e  i f  an author could simply 
e n t e r  h i s  f lowchart  i n  some higher l e v e l  language and have i t  
automat ica l ly  converted i n t o  pa r se r  o b j e c t s ,  templates,  and associa ted  
semantics. I n  f a c t ,  i t  is  a s h o r t  hop from some less l i s p y  ob jec t  
syntax t o  t h e  a c t u a l  network ob jec t s .  The conversion is  r a t h e r  less 
w e l l  defined f o r  semantic ac t ions .  One would have t o  inc lude  
provis ions  f o r  passing information on t h e  s i d e  i n  p roper t i e s .  It i s  
not  beyond specula t ion ,  however, t h a t  a programning language could be 
designed which was compiled i n t o  wizard o b j e c t s  complete with 
'fie next, more inceresting and d i f f i c u l t  s tep ,  is t o  provide an 
I t  author's workbench". This u t i l i t y  would permit an author t o  review 
logs of beginner sess ions  and simply indicate which parts of the 
interaction are misbehaviors and what the distinguished sequence 
should be. The workbench u t i l i t y  would then code the WIZARD programs 
i t s e l f .  
7.0 Chapter 7: Postmotivatians and Possible Universes. 
Although the goals of WIZARD are modest the general topic of the 
application of goal recognition to user assistance is in much need of 
research. I think that many of the ideas argued in this thesis, those 
ideas for which WIZARD is a test bed, deserve more thought than the 
industry or academia have yet put forth* In this, last, chapter, I 
try to justify (to myself as well as the reader) the time spent on 
this research and to demonstrate that such research is actually of 
some interest. 
7.1 Advantages of Anticipation. 
The goal recognition approach used here is not a novel technique. 
The use of anticipation to recognize tactics has been applied to 
natural language understanding (a la Riesbeck) among other areas. It 
is generally accepted as a reasonable approach in some cases. I 
originally chose this te ;hnique for several reasons. One is that it 
works particularly well in a non-iterative task domain (like a command 
language). Another reason is that it is simpler and more general, to 
my mind, to construct programs in order to recognize things than to 
design large and hairy patterns that are matched against entire sets 
of user logs. 
7.1.1 Interspersed and Intertwined Commands 
One specific advantage of the anticipatory approach over, for 
example, a pattern matcher is that ignorance of commands that do not 
affect the recognition is a built in feature. For example, as far as 
WIZARD is concerned the following are identical: 
Additionally, overlapping goal recognition programs are 
automatically handled as in the following example: 
$COPY A B 
SPRINT C 
$DELETE A 
%The RENAME command nay be used... 
$DELETE C 
%The PEINT/DELzTE camnand... 
Another reasons for choosing the anticipatory scheme was that it 
is reasonably simple to describe the sequencing that becomes the goal 
recognition program. That is, an expert user can act ~lly anticipate 
mibehaviors of beginners in the same sort of I/O behavior that WIZARD 
seems to use. Often a tutor will be able to anticipate what his 
studert will do wrong before the mistake is made. WIZARD'S heuristic 
depends upon this exact type of anticipatory ability. 
A human being (a tutor of some lesson) learnr to anticipate 
misbehaviors by having experienced them many times. W1ZAR.D is taught 
explicitly which misbehaviors to seek out and recognize. It is not 
t o o  f a r  an imagina t ive  l e a p  t o  t h i n k  of WIZARD Learning about such 
common misp rae t i ce s  by observa t ion .  I t h i n k  t h a t  t h i s  might b e  
accomplished by ex tens ion  of WIZARD'S knowledge and pe rcep t ion  t o  
i nc lude  changes i n  t h e  environment and by having WIZARD l e a r n  which 
commands e f f e c t  which changes. 
7.2 Knowledge Representat ion.  
My f i n a l  major mot iva t ion  f o r  t h e  use  of a n t i c i p a t i o n  was t h a t  i t  
f i t s  w e l l  i n t o  t h e  scheme of knowledge r e p r e s e n t a t i o n .  KL-One i s  a 
system whose p r o p e r t i e s  have always f a s c i n a t e d  me bu t  f o r  which I had 
found l i t t l e  u t i l i t y .  The need f o r  a dynamically modi f iab le  p a t t e r n  
matcher gave me t h e  oppor tun i ty  explore  knowledge r e p r e s e n t a t i o n .  I 
do n o t  t h i n k  t h a t  i t  is  a necessary  f e a t u r e  of WIZARD. Snobol might 
b e  made t o  do somewhat t h e  same type  of r ecogn i t i on  b u t  t h e  
d e s c r i p t i o n s  of t h e  DCL language would have been much more complex and 
t h e  u n a v a i l a b i l i t y  of the power of a b u i l t  i i l  programing  language 
would have made t h e  a n t i c i p a t i o n  programs t h a t  much more d i f f i c u l t .  
The semantic  network is designed t o  b e  e x t e n s i b l e ,  s imple and 
easy  t o  u se  due t o  t h e  n a t u r a l  way i n  which o b j e c t s  a r e  descr ibed .  I 
have found i t  t o  b e  a more than  adequate  t o o l  f o r  e x a c t l y  t h e  type  of 
p a t t e r u  matching t h a t  t h i s  work requi red .  The e a s e  wi th  which I was 
a b l e  t o  d e s c r i b e  DCL commands and have WIZARD understand them proved 
ou t  t h e  t h e s i s  t h a t  =-One l i k e  d a t a  d e s c r i p t i o n s  a r e  u s e f u l  and 
i n t e r e s t i n g .  
Another f e a t u r e  of which I d id  not t a k e  f u l l  advantag% i s  t h e  
c a p a b i l i t y  of bui ld ing a d e t a i l  model of what a use r ,  who has been 
running under WIZARD, knows about t h e  command environment. It i s  my 
f e e l i n g  t h a t  t h i s  i s  a v i r t u a l l y  unlimited a r e a  of explora t ion  i n  t h e  
user  a s s i s t a n c e  area .  
7.3 Advantages of WIZARD a s  a Help Invocation Paradigm. 
I f  nothing else i s  gained from t h i s  t h e s i s ,  it i s  my hope t h a t  
t h e  reader w i l l  recognize t h e  importance of goa l  recogni t ion  i n  user  
a s s i s t ance .  Although I s t a t e d  i n  t h e  preface  t h a t  I would avoid 
specula t ion  about psychology, I do th ink  t h a t  t h e  genera l  recogni t ion  
paradigm is u s e f u l  i n  descr ib ing the  behavior of a r e a l  user  
consul tant  (I do not  th ink  t h a t  consul tants  use a n t i c i p a t o r y  methods 
but  t h a t  is  not  important t o  t h i s  point ) .  
Clearly,  when one hx~man being helps another  with anything,  the  
he lper  has some idea  c l  what h i s  s tudent  i s  t r y i n g  t o  do. Trial and 
e r r o r  t r a i n i n g  is  u s e f u l  only t o  a point .  That point  comes when the  
user  knows how t o  g e t  t h e  job done and avoid s i l l y  e r r o r s  ( t h a t  i s ,  
syntax and t r i v i a l  semantics).  There i s  only s o  f a r  that an e n t i r e l y  
t r i a l  and e r r o r  taught  ind iv idua l  can go i n  an environment a s  r i c h  a s  
an opera t ing  system and a f t e r  a time i t  is  u s e f u l  t o  have an exper t  
suggest appropr ia te  techniques of e f f i c i e n c y  and c lean l iness .  
Goal d i rec ted  he lp  systems can be  applied much more genera l ly  
than I have done here. Imagine i n t e r a c t i v e  programing environments 
t h a t  g ive  t h e  user  a b i t  of programming guidance. These a r e  n o t  
p a r t i c u l a r l y  novel ideas .  I have concentrated on a very s p e c i f i c  
. . 
domain i n  hopes of being a b l e  t o  g e t  i n t e r e s t i n g  behavior. WIZARD is 
a functioning,  a l b e i t  slow, implementation of exac t ly  what 1 had 
imagined t h i s  work t o  produce. 
Appendix A 
The WIZARD Code 
It is not necessary to read code in order to understand WIZARD'S 
functionality. The bulk of this thesis discusses the algorithms 
implemented by the functions detailed in this appendix. I do, 
however, feel that it is important to people interested in working on 
WIZAXD that the LISP code be properly documented and explained in 
detail. 
The functions are divided into major sections of the system. 
Each section is briefly discussed and then the functions detailed. A 
short discussion of how the function fits into the WIZARD framework is 
included. If LISP scares you, simply ignore the code and read the 
comments. I have tried to be consistent about code style and 
commenting. Some functions are commented internally in order to 
explain non-transparent techniques. Comments always describe the code 
immediately following the comment. 
WIZARD was develcped and runs under John Foderaro's Franz LISP 
environment from Berkeley as modified by Lars Ericson at Carnegie 
Mellon. The system tnust be run in that environment. 
The WIZARD Top-Level. 
When WIZARD begins  execut ion ,  t h e  use r  seems t o  b e  t a l k i n g  
d i r e c t l y  t o  VAX DCL. The "$" DCL prompt is  genera ted  by WIZARD'S top 
l e v e l  c o n t r o l  func t ion  and inpu t  i s -  passed t h r u  t o  t he  command system. 
The goa l  r ecogn i t i on  subsystem "watches" commands a s  they  a r e  passed 
t o  DCL. A major assumption i s  made he re  t h a t  t h e  command i n  n o t  i n  
e r r o r .  There is no s t ra ight - forward  way of r e t r i e v i n g  e r r o r  codes 
frora DCL commands and thus  I do n o t  do so. 
Since c h a r a c t e r s  t h a t  a r e  s p e c i a l  t o  LISP (such a s  b racke t s  and 
pe r iods )  a r e  a normal p a r t  of t h e  D C i  command syntax,  WIZARD 
t emporar i ly  r ep l aces  t h e  LISP reader  syntax  a r r a y  wi th  a modified 
a r r a y  i n  which those  c h a r a c t e r s  a r e  t r e a t e d  a s  normal c h a r a c t e r s .  
This  e s s e n t i a l l y  k i l l s  LISP f o r  u se  a f t e r  WIZARD has  been a c t i v a t e d .  
That is only a problem i f  t h e r e  is an  e r r o r .  The system suppor t e r  
should be  a b l e  t o  u se  LISP i f  an e r r o r  occurs  i n  WIZARD. I n  order  t o  
c o r r e c t  t h i s  problem, t h e  o l d  v e r s i o n  of t h e  syn tax  a r r a y  is copied 
i n t o  a prog v a r i a b l e  and t h e  e r r o r  demon knows t o  r e p l a c e  i t  i n  c a s e  
of e r r o r .  
The top  level c o n t r o l l e r  simply reads  s t r i n g s ,  i s s u e s  t h e  DCL 
command, and c a l l s  t h e  g r i n d e r  ( p a r s e r )  pass ing  i t  the i npu t  command 
s t rFng  and t h e  XL-coimaiid net-work o b j e c t  t o  process  the  s t r i n g  
a g a i n s t  a s  descr ibed  i n  chapter  2. Tite l i s t  of ~ . ~ c c e s s f u l  p a r s e s  f o r  
t h i s  s t r i ing is  then  sppsnded t o  t h e  comnailc! h i s t o r i  and a naw command 
i s  read. 
, 
( s e t q  cmd-history 0) 
9 
9 >>> wizard <<< 
s 
; The read-eval(dc1)-printtnot r e a l l y ]  loop f o r  t h e  wizard system. 
; The reader  has  t o  b e  screwed wi th  i n  o rde r  t o  ge t  a l l  t he  c h a r s  
; t h a t  DCL wants t o  s e e  I [ ]  1 e t c .  The e r r o r  processors  a r e  a l s o  
; f i x e d  s o  t h a t  t h e  read  t a b l e s  a r e  rep laced  on break  o r  e r r o r .  
9 
(defun wizard () 
(prog (hold-break tab le-holder  ho ld-er r )  
; Save t h e  o l d  read "ble i n  c a s e  we want t o  put i t  back. This is  
; p r i m a r i l y  f o r  debudging purposes.  
( s e t q  tab le-holder  (makereadtable 0 ) )  
; Fix  t h e  reader  t o  accept  a l l  chars .  
(set-wizard-reader) 
; s e t  up e r r o r  handler  s o  t h a t  WIZARD recovers  p rope r ly  ( s o r t  o f )  
( s e tq  hold-break (ge td  'break) ) 
(putd 'break (ge td  'wizard-break)) 
( s e t q  hold-err  (ge td  ' e r r )  ) 
(putd ' e r r  (ge td  'wizard-error))  
; The MAIN LOOP !!! 
i n p u t  
(patom " 
$"I 
; T r a n s l a t e  t h e  inpu t  l i n e  i n t o  a d c l  command 
; and run  i t  t h r u  t h e  wizard processor .  
(ZARDOZ ( l i s t - ->dc l  ( l i n e r e a d  ' $ ) ) )  
(go i n p u t )  
1) 
' 9  
Y >> ZARDOZ << 
S 
; This  is t h e  wizard main d r i v e r .  Run t h e  command and t r y  t o  i n s e r t  i t  
; i n t o  t h e  semantic  n e t  i f  no execut ion  e r r o r s  are de tec ted .  The e r r o r  
; d e t e c t i o n  l o g i c  is  c u r r e n t l y  non-exis tent .  
¶ 
(defun ZARDOZ (cmd) 
(prog 0 
; I s s u e  t h e  command t h r u  I r a ' s  DCL l i n k .  
( d c l  cmd) 
; I f  an e r r o r  occurs  then  simply r e t u r n .  
(cond ( (dc l - e r ro r )  ( r e t u r n  ( 1 ) )  ) 
; O W  -- i n s e r t  t h e  command i n  the n e t  ( t h i s  is  where WIZARD process ing  
; t a k e s  e f f e c t ! )  and then  append t h e  list of a p p l i c a b l e  p a r s i n g s  into t h e  
; command o b j e c t  h i s t o r y  l i s t .  
( s e t q  cad-his tory (append cmd-history ( l i s t  ( sn - in se r t  'dcl-command cmd))))  
S 
9 >> l i s t - ->dc l  << 
S 
; T r a n s l a t e s  a list of atoms t o  t h e  s t r i n g  r e p r e s e n t a t i o n  of  t h e  e n t i r e  list 
; a s  a sentence  wi th  in t e rven ing  spaces.  
¶ 
(defun l l s t - ->dcl  (1)  
(cond ( ( equa l  ( l eng th  1) 1) ( c a r  1 ) )  
( t  (concat ( c a r  1) 
(concat  " " ( l i s t - ->dc l  (cdr  1 ) ) )  ) )  
1) 
>> dc l - e r ro r  << 
t 
; Thi s  func t ion  SHOULD r e t u r n  "t" i f  a  comma.nd e r r o r  was de t ec t ed  s o  t h a t  
; WIZARD knows no t  t o  pa r se  commands t h a t  were I n  e r r o r ,  bu t  t h e  l i n k a g e  is 
; n o t  y e t  i n  s o  i t  is  c u r r e n t l y  a  s tub .  
3 
(defun dcl-error () nil) 
I 
3 >> set-wizard-reader << 
9 
; This function fixes the characters that should be inputtable to DCL but 
; that LISP wants to use specially.- 
3 
(def un set-wizard-reader () 
(setsyntax '1 2) 
(setsyntax ' 1 [ 1 2) 
(setsyntax ' 11 1 2) 
(setsyntax '1.1 2) 
(setsyntax ' I , !  2) 
(setsyntax 'I;[ 2) 
(setsyntax ' 1 ( 1 2) 
(setsyntax ' 1 " 1 2) 
(setsyntax '])I 2) 
(setsyntax ' ( / 1 2) 
1 
3 
3 >> wizard-error << 
9 
; Fix the error controller so that we return with life reset when an error 
; occurs, 
9 
(defun wizard-error fexpr (a) 
(apply 'msg a) 
(putd 'err hold-errj 
(putd 'break hold-break) 
( s e t q  readtable ta.11e-holder) 
(apply 'err a) 
1 
3 
9 >> wizard-break << 
3 
(defun wizard-break fexpr (a) 
(apply 'wizard-error a) 
1 
P a r s e r  Control.  
These func t ions  a r e  t h e  p a r s e r  c o n t r o l l e r  and pa r se  u t i l i t y  
f u n c t i o n s  f o r  u se  i n  t op  l e v e l  s e l e c t o r  func t ions .  Lexica l  func t ions  
have t h e  exploded s t r i n g  i n  a  v a r i a b l e  c a l l e d  STRING and the  r e s u l t  is 
cons t ruc t ed  i n  t h e  v a r i a b l e  RESIJLT. l'he u t i l i t i e s  a v a i l a b l e  are: 
GRAB - Returns t h e  next  c h a r a c t e r  i n  t h e  s t r i n g  and removes 
t h a t  c h a r a c t e r  from the  inpu t .  
PEEK - Also r e t u r n s  t h e  n e x t  i npu t  c h a r a c t e r  bu t  does no t  remove 
it. 
DROP <c> - Put a c h a r a c t e r  i n t o  t h e  output  s t r i n g  (RESULT). 
SEEK Cc-list ,  - Perform GRABS u n t i l  the f i r s t  c h a r a c t e r  i n  t h e  
s t r i n g  is one of t hose  in t h e  l i s t  of c h a r a c t e r s  ( c - l i s t ) .  
REST - Copies a l l  t h e  r e s t  of t h e  c h s r a c t e r s  i r i to  RESULT. 
This a l s o  s t o p s  process ing  of t h i s  pa r s ing  func t ion .  
DONE - Stop process ing  t h i s  pa r s ing  func t ion  and r e t u r n  RESULT. 
SKIP-SPACES - Drops cha r s  u n t i l  t h e  f i r s t  c h a r a c t e r  i n  STRING i s  
n o t  a space. 
-. 
The RESULT of p a r s i n g  is passed back via THROWS and CATCHs s o  t h e  
author  of a  l e x i c a l  func t ion  needn't r e t u r n  a r e s u l t  from t h e  
func t ion .  The use  of RZST o r  DONE w i l l  t e rmina te  t he  parsing func t ion  
proper ly .  I f  au attcmlt is rcade (via PEEKi GR.43, P ~ C )  to g e t  .=I 
cha rac t e r  beyond the end of t h e  s t r l n g  a D3EE is  forced .  
Y 
1 >>> p a r s e  <<< 
a 
; The main d r i v e r .  Explodes t h e  s t r i n g  and t h e  a p p l i e s  the  pa r s ing  
; rou t ine .  Resu l t s  a r e  c o l l e c t e d  and r e tu rned  wi th  t h e  names of t h e  
; rou t ines .  This  func t ion  actua1l.y t a k e s  a l i s t  of t h e  names of t h e  
; pa r s ing  r o u t i n e s  and t h e  s t r i n g .  
Y 
s (pa r se  '(name cqual  a r g s )  "s t r ing")  
¶ 
; I n  a c t u a l  use ,  t he  names w i l l  more l i k e l y  be lambda exprs .  
s 
(defun pa r se  (p roc - l i s t  s t r i n g )  
(prog ( r e s u l t )  
( s e t q  s t r i n g  (explodec s t r i n g ) )  




9 >>> parsesubr  <<< 
9 
; The r ecu r s ion  t h r u  t h i s  r o u t i n e  a p p l i e s  t h e  e a t i n g  func t ions .  
; Par s tng  s t o p s  when we e i t h e r  run  ou t  of s t r i n g  o r  run o u t  of p a t t e r n .  
i 
(defun parsesubr  (p)  
( s e t q  r e s u l t  () ) 
; I f  we're out  of p a r s i n g  f u n c t i o n s  then  h a l t .  
(cond ( ( n u l l  p )  0 )  
; I f  we're ou t  of s t r i n g  then f i l l  ou t  t h e  remainder of t h e  r o l e s  
; w i t h  t h e  empty s t r i n g .  
( ( n u l l  s t r i n g )  
(cons ( l i s t  ( c a r  p )  "") 
(parsesubr  (cdr  p )  1) ) 
; Actua l ly  p a r s e  t h e  c u r r e n t  s t r i n g  a g a i n s t  t h e  next  r o l e  func t ion .  
(t (cons ( l i s t  ( ca r  p) 
; The p a r s e r  w i l l  throw us  a  r e s u l t  from t h e  a p p l i c a t i o n  
; of t h e  named (o r  lambdaed) l e x i c a l  r o u t i n e .  
(copy ( ca t ch  (apply ( c a r  p) ( ) )  ' p a r s e r - r e s u l t ) ) )  
(parsesubr  (cdr  p ) )  




9 Par se  u t i l i t y  r o u t i n e s .  
9 
; Use the  fo l lowing  p r i m i t i v e s  t o  recognize and "suck up" input  c h a r a c t e r s :  
¶ 
; 1. Peek a t  t h e  n e x t  cha rac t e r  i n  t h e  inpu t  s t ream (peek) 
; 2. Suck up t h e  next  c ' l a rac te r  i n  t h e  inpu t  strearn (grab)  
; 3. Rerura with t h e  s t : ing  as i s  and t h e  p o r t i o n  o f  Che inpu t  t h a t  
s w a s  matched as the  r e s u l t  of t h e  func t ion .  (done) 
; 4. Take i n  t h e  r e s t  c : t h e  i npu t  s t r i n g .  ( r e s t )  
¶ 
; The func t ions  use  t h e  g l o b a l  v a r i a b l e s  STRING and RESULT t o  r e p r e s e n t  
; incoming s t r i n g  and t h e  s t r i n g  t o  be  re turned .  
3 
9 >>> peek <<< 
¶ 
; Look a t  t h e  next  c h a r a c t e r  of i npu t  without  removing i t  from t h e  
; l i s t .  
$ 
(defun peek ( )  
(cond ( ( n u l l  s t r i n g )  (d m e )  ) 




9 >>> grab  <<< 
9 
; Return t h e  nex t  char  and remove i t  from t h e  list.  
9 
(defun grab () 
(cond ( ( n u l l  s t r i n g )  (done)) 
( t  ( ge tgname  ( ca r  ( l i s t  ( c a r  s t r i n g )  ( s e t q  s t r i n g  (cdr  s t r i n g ) )  ) j )  ) 
1) 
9 
9 >>> done <<< 
Y 
; Return RESULT from t h i s  p a r s e  proc by throwing i t  t o  t h e  wa i t i ng  ca t ch .  
; Thi s  is done s o  t h a t  we can g e t  ou t  of any prog loops  t h a t  t h e  c a l l e r  
; has jammed i n  t h e  way when t h e  s t r i n g  runs  out .  
3 
(defun done () (throw (ge tgname  (implode r e s u l t ) )  p a r s e r - r e s u l t ) )  
9 
s >>> rest <<< 
3 
; Copy t h e  remainder of s t r i n g  onto  t h e  r e s u l t  l is t .  
3 
(defun r e s t  () ( s e t q  r e s u l t  (append r e s u l t  s t r i n g ) ) )  
¶ 
; The fo l lowing  a u x i l l i a r y  f u n c t i o n s  a r e  a l s o  provided f o r  convenience of t h e  
; procedures  : 
9 
; (skip-spaces) .+. Skip over and throw out  spaces  i n  t h e  i n p u t  string. 
; (drop cha r )  ..* Ada  he named ci~asact ler  t o  what w i l l  ce the res'rll: 
s of t h i s  a p p l i c a t i o n .  
; (seek char) ... Do (drop (g rab ) )  u n t i l  t h e  named char is seen.  That 
3 cha r  w i l l  be  l e f t  i n  t h e  first po i t i o n  of t h e  inpu t  
Y s t r i n g  ( f o r  t h e  nex t  peek o r  grab:. 
I 
s >>> skip-spaces <<< 
9 
; Luse a l l  spaces  i n  t h e  f r o n t  of t h e  s t r i n g .  
3 
(defun skip-spaces ( ) 
(do ( ( c  (peek) (progn (grab)  ( p e e k ) ) ) )  




I >>> drop <<< 
Y 
; Put a c h a r a c t e r  i n t o  t h e  r e s u l t  s t r i n g .  
Y 
(defun drop ( c )  ( s e t q  r e s u l t  (append r e s u l t  ( l i s t  c))) ) 
>>> seek  <<< 
? 
; Look t h r u  t h e  s t r i n g  f o r  any of t h e  c h a r a c t e r s  named and drop a l l  t h e  
; c h a r a c t e r s  i n  t he  way i n t o  t h e  r e s u l t .  
; If  t h e  user  c a l l s  t h i s  with a n  atomic r e s u l t ,  i t  is  c l e v e r  enough t o  
; l i s t i f y  t h e  atom. 
Y 
(defun seek  ( c )  
; I f  t h e  wip gave up a n  atom then  make i t  a list f o r  member. 
(cond ((atom c )  ( seek  ( l i s t  c ) )  ) 
(t (do ((x (peek) (progn (drop (g rab ) )  (peek ) ) ) )  
((member x c )  0 )  1 )  
1 
1 
Object Access Utilities. 
Th i s  s e t  of func t ions  i s  l i k e  InterLISP record d e s c r i p t i o n s  f o r  
t h e  p a r t s  of o b j e c t s .  They a r e  va lue  based s e l e c t o r s  and s e l e c t i o n  
and update func t ions  f o r  p rope r ty  based information.  T ie  FORCE-TYPE 
objec t /nane  coe r s ion  u t i l i t y  is a l s o  here .  That is used i n  t h e  
semantic  a c t i o n s  t o  f o r c e  a  name t o  b e  t h e  o b j e c t  o r  v i c e  versa .  
Funct ions t o  decompose o b j e c t s  
, 
s >>> object-name <<< 
9 
; Each o b j e c t  has  a  unique i d e n t i f i e r  t h a t  l o c a t e s  it's top p r e c i s c e l y  i n  
; t h e  network. This  f u n c t i o n  t akes  a n  o b j e c t  body t o  i t s  name. 
¶ 
(def un ob j ect-name (ob j ) 
(car  o b j )  
1 
¶ 
5 >>> specs  <<< 
9 
; Tine ob jec t ' s  s p e c i f i c a t i o n  s e c t i o n  i n d i c a t e s  whether t h i s  i s  an i n s t a n c e  of 
; cr a s p e c i a l i z e r  of sGme o t h e r  (h igher )  ob jec t .  I f  not  then  t h e  specs l is t  
; w i l l  be  simply ( is) .  
¶ 
(defun specs  (obj  ) 
(cadr  o b j )  
1 
5 
I >>> spec-type <<< 
9 
; Passed an o b j e c t  body, t h i s  func t ion  t e l l s  e x a c t l y  t h e  type  of 
; s p e c i f i c a t i o n  one o f :  SPECIALISES, IS ,  o r  INSTANTIATES. 
¶ 
(defun spec-type (ob j )  
( c a r  ( specs  o b j ) )  
1 
¶ 
9 >>> suyer-object  <<< 
Y 
; For a non-generic o b j e c t ,  t h i s  f u n c t i o n  tells which o b j e c t  t h e  c u r r e n t  
; one is an i n s t a n c e  of i f  any. 
¶ 
(def un super-ob j e c  t (ob j ) 
(cadr  (specs o b j ) )  
>>> o r i g i n  C<< 
? 
; The t h i r d  element of t h e  s p e c i f i c a t i o n s  l is t  ( i f  t h e r e  is  a t h i r d  element)  
; w i l l  con ta in  t h e  name of t h e  o b j e c t  from which t h i s  o b j e c t  was cons t ruc ted .  
; Presumably t h e  c o n s t r u c t i o n  was performed by (new-copy). Th i s  e x i s t s  mainly 
; f o r  t h e  e f f i c i e n c y  of t h e  func t ion  (find-copy) so t h a t  on ly  t h e  o b j e c t s  t h a t  
; have an a p p r o p r i a t e  o r i g i n  t a g  need b e  searched. 
# 
(defun o r i g i n  (ob j )  
(caddr ( specs  o b j ) )  
1 
? 
3 >>> parse-body <<< 
9 
; Every o b j e c t  h a s  a  d e s c r i p t i o n  of t h e  express ions  t h a t  can be used by t h e  
; p a r s e r  and s p e c i a l i z a t i o n  l o g i c  t o  match s t r i n g  elements  t o  t h i s  ob jec t .  In  
; t h e  case of a g e n e r i c  ( IS )  t h e s e  func t ions  must b e  l e x i c a l  ana lyze r s .  See 
; t h e  net-manager and p a r s e r  f o r  a more d e t a i l e d  d i scuss ion .  
9 
(defun parse-body (ob j )  
(caddr  o b j  ) 
1 
? 
9 >>> s e n a n t i c s  :<: 
* 
; Given an o b j e c t ,  this f u n c t i o n  i n d i c a t e s  what t h e  s i d e  e f f e c t  cf nzklng 
; an  i n s t a n c e  of thLs o b j e c t  is. Every o b j e c t  has  semant ics  a1r;hough they  
; may be  n i l  i n  many cases .  
s 
(defun semantics  (ob j )  
(cadddr ob j  ) 
1 
# 
9 >>> mask <<< 
s 
; The mask i s  used t o  l o c a t e  lower p a r t s  of an  
; o b j e c t  by a s s o c i a t i n g  an e x t e r n a l l y  a v a i l a b l e  name wi th  a pa th  by which 
; t h e  lookup p roces so r s  can g e t  t o  p a r t s  of t h e  o b j e c t .  
9 
(defun mask (obj) 
(caddddr ob j ) 
1 
? 
9 >>> s p e c i a l i z e r s  <<< 
9 
; Now we a r e  i n t o  the t h ings  t h a t  hang near  o b j e c t s  but a r e  not  p a r t  of 
; them per-se. Most of t h e s e  a s s o c i a t e d  th ings  are i n  t h e  PLIST of t h e  
; o b j e c t  and thus these  func t ions  r e q u i r e  t h e  NAME of t h e  o b j e c t  r a t h e r  than 
; t h e  body. 
9 
; s p e c i a l i z e r s  a r e  t h e  sub-concepts t h a t  hang from a  gener ic .  They a r e  a l s o  
; gener ics .  'Ehe con ten t s  of t h i s  p rope r ty  a r e  arranged a t  n e t  main load ing  
; t ime by t h e  n e t  loading  func t ions  o r  by a c t i o n  of  (new-copy). 
9 
(defun s p e c i a l i z e r s  ( o b j )  
(ge t  ob j  ' s p e c i a l i z e r s )  
1 
>>> i n s t a n c e s  <<< 
J 
; In s t ances  a r e  much l i k e  s p e c i a l i z e r s  execept  t h a t  t h e  p a r s e r  does no t  s e e  
; i n s t a n c e s  i n  t h e  par ing  process  and i n s t a n c e s  are c r e a t e d  a t  run  t ime r a t h e r  
; t han  a t  load  time. The p a r s e r  makes a n  i n s t a n c e  of a g e n e r i c  when t h e  p a r s e  
; succeeds. 
9 
(defun i n s t a n c e s  (ob j )  
(ge t  ob j  ' i n s t ances )  
1 
Funct ions t o  update  o b j e c t s  
i>> add-spec ia l izer  <<< 
9 
; The name of the s p e c i a l i z e r  is added t o  the f r o n t  of t h e  name of i t s  f a t h e r .  
; s p e c i a l i z e r s  are s p e c i a l i z e r s  thaz  w i l l  be searched  by t h e  parser. 
¶ 
(defua add-spec ia l izer  (object-name opecializer-name) 
(property-update object-name special izer-name ' 2  ~ e c i a l i z e r s )  
1 
9 
P >>> add-instance <<< 
Y 
; An i n s t a n c e  is  e x a c t l y  l i k e  a  s p e c i a l i z e r  expect  t h a t  t hey  a r e  n o t  scanned 
; by t h e  I lSS  pa r se r .  This  adds t h e  name of t h e  i n s t a n c e  genned by t h e  p a r s e r  
; t o  t h e  f a t h e r  node. 
9 
(defun add-Instance (object-name ins tance- id)  
(property-update object-name ins tance- id  ' i n s t ances )  
1 
>> property-update << 
9 
; A u t i l i t y  t h a t  jams a new name on t h e  f r o n t  of t h e  p rope r ty  s p e c i f i e d  i n  t h e  
; o b j e c t  s p e c i f i e d .  Used by add-spec ia l izer  and add-instance. 
9 
(defun property-update (object-name x proper ty)  
(putprop ob j e c  t-name 
(cons x (ge t  object-nane p rope r ty ) )  




; >>> set-obj  <<< 
s 
(defun set-obj  (name specs  pa r se  semantics  mask) 
( s e t  name 
( l i s t  
name 
specs  







9 >>> force- type <<< 
I) 
; Used t o  coerce  a name t o  i t s  o b j e c t  o r  v i c e  ve r sa .  The f i r s t  a r g  i s  t h e  
; name of t h e  var t o  be  forced  ( v i a  s e t )  i n t o  t h e  type  s p e c i f i e d  by t h e  
; second a re .  That is, e i t h e r  "name" o r  "object". This  is  used p r i m a r i l y  
; i n  t h e  s e x a n t i c s  ia ardzr  20 p r o t e c t  su thc r s  frc;rs rizkiiig s t u p i d  e r r o r s ,  
; I have evoided us ing  i t  wi th in  t h e  WIZARD code because i t  would be  too 
; slow and, =ore impor tan t ly ,  i f  t h e r e  is  z n i s n s t c h  w i t h i n  WIZARD then 
; something might b e  screwed up and I'd p r e f e r  i t  bomb out. 
¶ 
(defun force- type f expr  ( a )  
; I f  the given i s  an atom ... 
(cond ((atom (eval ( ca r  a )  ) )  
; ... and c a l l e r  wants name then  l e a v e  i t  a lone .  
(cond ( ( equa l  (cadr  a )  'name) ( ) )  
; Otherwise i t s  wrong and has  t o  be coerced! 
( t  ( s e t  ( c a r  a )  ( eva l  ( eva l  ( ca r  a))))) 
1) 
; For l i s ts  ... ( i .e . ,  o b j e c t s )  
; ... i f  c a l l e r  wants a name t h e  g e t  t h e  name from t h e  l i s t .  
( t  (cond ( ( equa l  (cadr  a )  'name) 
( s e t  ( c a r  a )  (object-name ( eva l  ( ca r  a)) ) ) )  
; e l s e  ok -- l e a v e  h e r  a lone .  
( t  0 )  
1 > 
Network Management. 
These a r e  t h e  DCL network i n t i a l i z e r  func t ions  and t h e  p a r s e  
g r i n d e r  t h a t  p u t s  incoming s t r i n g s  i n t o  t h e  network a s  i n s t a n c e s .  The 
f i r s t  few f u n c t i o n s  (ne t - cons t ruc t ,  e t c )  a r e  s imply used a t  WIZARD 
s t a r t u p  t o  put  t h e  o r i g i n a l  o b j e c t s  i n t o  t h e  n e t .  Each o b j e c t  i s  
hooked i n t o  t he  n e t  p rope r ly  and t h e  p r o p e r t i e s  t h a t  p o i n t  an o b j e c t  
t o  i t  c h i l d r e n  ( i n s t a n c e s  o r  s p e c i a l i z e r s )  are updated proper ly .  It 
is  important  t h a t  t h e  f a t h e r  go i n t o  the. network be fo re  i t s  c h i l d r e n  
s o  t h a t  t h e  upda t ing  occur  c o r r e c t l y .  
The set of f u n c t i o n s  beginning wi th  GRIND a r e  t h e  r e a l  h e a r t  of 
WIZARD. They p roces s  a  s t r i n g  a g a i n s t  t h e  DCT--command o b j e c t  i n  t h e  
network and cause  t h e  pa r s ing  and i n s t a n t i a t i o n  t o  occur .  The g r i n d e r  
a l s o  causes  t h e  e v a l u a t i o n  of t h e  semant ics  t o  occur  t hus  running t h e  
g o a l  r ecogn i t i on  system. 
9 
9 >>> net-cons t r u c t  <<< 
* 
; The func t ion  t h a t  i n se rLs  o b j e c t s  i n t o  t h e  n e t .  The o b j e c t s  a r e  
; s i n p l y  se tqed  i n t o  t h e i r  r e s p e c t f v e  names. Each o b j e c t  g e t s  a r ranged  
; wi th  a  p rope r ty  ' s p e c i a l i z e r s ,  which w i l l  con t a in  a  l is t  cf al.1 o b j e c t s  t h a t  
; d i r e c t l y  specialize i h i s  o b j e c t ,  and  a p rope r ty  'Lnstances which w i l l  
; coi i ta in  a l l  o b j e c t s  parsed  by t h e  o b j e c t  i n  hand. 
; The g e n e r i c s  must be  i n p u t  be fo re  t h e i r  s p e c i a l i z a t i o n s .  
¶ 
(defun net -cons t ruc t  f e x p r  ( n l i s t )  
; Map over t h e  l i s t  of passed o b j e c t s  and i n s e r t  each i n t o  t h e  net. 
(mapcar ' ne t - i n se r t  n l i s t )  
1 
9 
* >> n e t - i n s e r t  << 
9 
; The work r o u t i n e  f o r  ne t -cons t ruc t .  Takes one o b j e c t  a t  a t i m e  and jams 
; them i n t o  t h e  network. 
3 
(defun n e t - i n s e r t  (n )  
; Put i t  i n t o  t h e  n e t .  
( s e t  (ol j ect-name n )  n )  
; Set  up t h e  s p e c i a l i z e r s  and i n s t a n c e s  l i s ts  t o  NIL i n i t a l l y .  
; Since g e t  r e t u r n s  n i l  i f  t h e r e  was no th ing  t h e r e  t h i s  is  a  b i t  
; redundant bu t  c l eane r .  It a l s o  perrnits r e load ing  t h e  n e t  i n  o r d e r  
; t o  c l e a n  i t  ou t .  
(putprop (object-name n )  ()  ' s p e c i a l i z e r s )  
(putprop (ob ject-name n )  ( )  ' i n s t a n c e s )  
; I f  t h i s  o b j e c t  s p e c i a l i z e s  something e l s e ,  add its name t o  
; i t  f a t h e r ' s  s p e c i a l i z e r s  l ist .  
(cond ( ( equa l  ' s p e c i a l i z e s  (spec-type n ) )  




I) >>> s n - i n s e r t  <<< 
I) 
; This  func t ion  t a k e s  a  p o i n t e r  t o  t h e  t o p  node i n  t h e  n e t  of t h e  type  
; of o b j e c t  t o  be  analyzed and a s t r i n g .  A Bottom-up sea rch  is  performed 
; on t h e  e n t i r e  s t r u c t u r e  below t h e  named o b j e c t  and the  s t r i n g ' s  pa r se  is 
; i n s e r t e d  a s  an  i n s t a n c e  of ALL s u c c e s s f u l  parses!  
¶ 
(defun sn - in se r t  ( s t a r t o b j  s t r i n g )  
; I n s e r t s u b  expec ts  t o  be  g e t t i n g  a  list of s p e c i a l i z e r s .  This  { l i s t )  
; makes i t  t h i n k  t h a t  t h e  s t a r t - o b j  is t h e  on ly  c h i l d  of some v i r t u a l  
; higher  concept.  Like r e l i g i o n .  
( i n s e r t s u b  ( l i s t  s t a r t o b j ) )  
1 
I) 
9 >> i n s e r t s u b  C< 
9 
; The depth f i r s t  s e a r c h  is  d r iven  by t h i s  func t ion .  Standard hack: f i r s t  
; do t h e  k i d d i e s  then  do the  pa ren t  then  t o  t h e  b r o t h e r s .  
9 
(def un i n s e r t s u b  (oh j ) 
; I f  f a t h e r  had no s p e c i a l i z e r s  t hen  I must b e  a Iigmertt of tile DFS's 
; imaginat ion.  Pop back s o  t h a t  i t  can do my f a t h e r  now. 
(cond ( ( n u l l  ob j  1 ( )  ) 
; Inskeep r e t a i n s  t h e  sea rch  r e s u l t s .  
; Do t h e  k i d s  of t h e  f i r s t  node... 
(t ( inskeep ( i n s e r t s u b  ( s p e c i a l i z e r s  ( ca r  o b j ) '  ) 
; Exapand-obj i n s t a n t i a t e s  t h e  res*.il ts of t h e  g r inde r .  
; The g r inde r  is t h e  pa r s ing  c o n t r o l l e r .  
( inskeep (expand-obj (gr ind  ( ca r  o b j )  ( e v a l  ( ca r  o b j ) )  s t r i n g ) )  
; L a s t l y  do t h e  fo l lowing  b ro the r s .  







9 >> inskcep <€ 
t 
; This  is used p r imar i ly  t o  conconcaten ta te  only  s u c c e s s f u l  p a r s e s  i n t o  t h e  
; h i s t o r y  l ist .  It f l a t t e n s  t h e  funny looking t h i n g s  t h a t  can come ou t  
; of t h e  DFS algori thm. 
¶ 
(defun inskeep ( i t em r e s t )  
(cond ( ( n u l l  i t em)  r e s t )  
( ( n u l l  r e s t )  ( l i s t  i t e m ) )  
((atom i tem)  (cons i t e m  r e s t ) )  




Y >>> gr ind  <<< 
; 
; Thi s  func t ion  does t h e  legendary bottom-up t o p  down s e a r c h  t h a t  is  t h e  
; pa r s ing  a lgor i thm.  It is bottom up i n  t h e  sense  t h a t  i t  beg ins  from 
; some o b j e c t  t h a t  is s u b s p e c i f i e s  a h igher  o b j e c t  and goes a f t e r  t h e  
; o b j e c t s  above f o r  t h e  p a r s e r  d r i v i n g  func t ions .  It is t o p  down i n  
; t h a t  i t  goes d e p t h - f i r s t  i n t o  t h e  ob jec t ' s  own r o l e s .  Hand t h i s  f u n c t i o n  
; a s t r i n g  and and t h e  name of some o b j e c t  i n  t h e  n e t .  Every o b j e c t  is  
; e i t h e r  a g e n e r i c  (begins  wi th  " is")  o r  a  s p e c i a l i z e r  (begins wi th  
; "spec ia l izes") .  I f  i t  is  a s p e c i a l i z e r  then  w e  pa r se  t h e  s t r i n g  a t  
; hand according t o  t h e  superconcept  and then r e p a r s e  i t  accord ing  t o  
; t h e  "with1' r e s t i r c t i o n s  of t h e  r o l e s  on t h i s  o b j e c t .  
s 
; The main g r ind  f u n c t i o n  s e t s  a  c a t c h  i n  c a s e  t h e r e  is a mismatch deep 
; i n  t h e  ne t .  I f  t h e r e  is  then  t h e  p a t t e r n  matcher w i l l  f a i l  and throw 
; back t o  t h i s  l e v e l .  
Y 
(defun g r ind  (name o b j e c t  s t r i n g )  
( ca t ch  (grind-sub name ob j ec t s t r i n g  ) ' grinder-f l ag)  ) 
s 
9 >> grind-sub << 
¶ 
(defun grind-sub (name o k j e c t  s t r i n g )  
(cond ( ( n u l l  s t r i n g )  ( ) '  
; I f  t h i s  is  a to. l e v e l  then  s imply s t o p  h e r e  and pa r se  t h e  
; r o l e s  a t  t h i s  l e v e l .  Return t h e  r e s u l t  f o r  s p e c i a l i z a t i o n  by t h e  
; c a l l e r  i f  i t  s o  d e s i r e s .  
( ( equa l  'is (spec-type o b j e c t ) )  
; Parse-driver  on ly  wants t o  s e e  t h e  r o l e s .  
(cons name (parse-dr iver  (parse-body o b j e c t )  s t r i n g ) )  ) 
; I f  t h i s  o b j e c t  s p e c i a l i z e s  another  o b j e c t  t hen  go and pa r se  i t s  
; f a t h e r  then  apply  t h e  a d d i t o n a l  r o l e  r e s t r i c t i o n s  a t  t h i s  l e v e l  t o  
; t h e  f a t h e r ' s  parsed r o l e s .  
( (equal  ' s p e c i a l i z e s  (spec-type o b j e c t ) )  
(cons name 
; s p e c i a l i z a f i o n  is  done by matching the  r o l e s  of t h e  o b j e c t  
; a t  hand t o  t h e  r e s u l t  of t h e  g r ind  of t h i s  o b j e c t ' s  f a t h e r .  
( s p e c i a l i z e  
( cd r  (grind-sub (super-obj ec t  o b j e c t )  
( e v a l  (super-object o b j e c t ) )  
s t r i n g  
11 
; Feed t h e  r o l e s  t o  t he  s p e c i a l i z e r  as w e l l .  
(parse-body ob j e c t  ) 
1  




¶ >> parse-dr iver  << 
s 
; This  func t ion  i s  c a l l e d  t o  run a n  o b j e c t  and a  s t r i n g  t h r u  t h e  pa r se r .  
; i t  c o n s t r u c t s  a  p a r s e  l i s t  and then  uncons t ruc t s  t h e  parsed p i eces  i n t o  
; j u s t  t h e  names of t h e  r o l e s  and t h e  i tems  t h a t  t hey  match. 
I 
(defun parse-driver  (p s )  
; Rewind t h e  pa r se  r e s u l t .  ; Unwind the  r o l e s  f o r  pars ing .  
; I.e., r e i n s e r t  t h e  names. ; ((name lex). . .)  --> ( l e x  lex...) 
(disembed-parse-list  (pa r se  (mapcar 'cadr  p) s) p)  
1 
s 
2 >> disembed-parse-list  << 
s 
; Reco3atructs  t h e  r e s u l t  of p a r s i n g  wi th  t h e  names rep laced  f o r  t h e  l e x  
; func t ions .  
I 
(defun disembcd-parse-list  (1 p! 
( c o d  ( ( n u l l  p) 0 
(t (cons ( l i s t  ( caa r  p )  (cadar 1 ) )  
(disembed-parse-list  (cdr  1 )  (cdr  p ) )  




I >>> s p e c i a l i z e  <<< 
¶ 
; Take t h e  r e s u l t  of a ground s t r i n g  and process  each parsed  element 
; by applying the  con tex t  of t h e  wi th  c l a u s e  included i n  this s p e c i a l i z a t i o n .  
; With p a r t s  a r e  e i t h e r  an atom which must be  equa l  t h e  ground d a t a ,  ( )  
; which means t h a t  t h e  ground d a t a  must be empty, o r  a l is t  which i n d i c a t e s  
; t h a t  t h e  g r inde r  should be  c a l l e d  r e c u r s i v e l y  t o  g r ind  t h i s  s t r i n g  wi th  
; t h e  named o b j e c t .  These l i s ts  a r e  i n  t h e  form ( a  <objectname>). The 
. llall 
I i s  j u s t  f o r  show. 
s 
(defun s p e c i a l i z e  ( r  s )  
(conc? ( ( n u l l  r )  () ) 
; For each element i n  t h e  r e s u l t  of t h e  p a r s e ,  i f  t h e r e  i s  a s p e c i a l  
; r o l e  t o  be  app l i ed ,  apply t h a t  r o l e  r e s t i c t i o n .  
( (assoc  ( caa r  r )  s )  
; specsub does t h e  aceua l  r o l e / v a l u e  r e s t r i c t i o n .  
(cons ( l i s t  ( caa r  r )  (apecsub (cadr  (nssoc ( caa r  r )  s ) )  
(cadar  r )  
1 
1 
( s p e c i a l i z e  ( cd r  r )  s )  - 
- 1)  
; I f  no special.f.zer is  named f o r  t h i s  r o l e  then  simply accept  i t  and 
; go on t o  t h e  next  one. 
( t  (cons ( c a r  r )  
( s p e c i a l i z e  ( cd r  r )  s )  ) )  
1 
¶ 
9 >> specsub << 
s 
; This  does t h e  r e a l  work of s p e c i a l i z a t i o n .  The second member of t h e  r o l e  
; r e s t i c t i o n  i s  one o f :  
9 () - i n d i c a t i n g  t h a t  t h i s  r o l e  must be  u n f i l l e d ,  
s atomic - i n d i c a t i n g  t h a t  an e x a c t  match is  requi red ,  
, a l ist  of t h e  form " (a  ...)I' i n d i c a t i n g  t h a t  "..." 
Y is  t h e  name of a n  o b j e c t  which t h i s  w i l l  b e  
9 subprocessed by, o r ,  
9 another  l i s t  which i s  assumed t o  be a nonadic p r e d i c a t e  
s whi.ch will t e s t  t h e  s t r i i i g .  
9 
(defun specsub ( s p  s t )  
; I f  t h e  spec  is () then  t h e  s t r i n g  must be empty. 
(cond ((zlull sp )  (cond ({equal  "" st j "") 
( t  ( g r ind - fa i l )  ) ) ) 
; If  t h e  s t r i n g  is n i l  then something's wrocg. Since t h e  spec was 
; no t  a l s o  "". This  i s  a  succeding match b e l e i v e  i t  o r  uot !  
( ( equa l  "" s t )  ( ) )  
; I f  t h e  spec  i s  atomic then they  have t o  be  equal .  
((atom s p )  (cond ( ( equa l  s p  s t )  s p )  
( t  (gr ind-fai l . )  ) ) ) 
; Aha! Is t h e r e  a  sub  o b j e c t  t o  do f u r t h e r  g r ind ing?  I f  so  then  go. 
( ( equa l  'a ( c a r  s p ) )  
(grind-sub (cadz sp)  ( eva l  (eadr  sp)) s t ) )  
; I don;t  understand i t  s o  simply t r y  t o  apply  the p r e d i c a t e  and hope 
; t h z t  they  l u s e r  knows what he 's  doing. 
( t 
(cond ( ( app ly  sp  ( l i s t  s t ) )  s t )  
( t  ( g r i n d - f a i l ) )  ) )  
>> g r i n d - f a i l  << 
; Called when a grind mismatch occurs. This causes the grinder to stop cold 
; and go on to the next possible parsing object. 
2 
(defun grind-fail ( j  (throw () grinder-flag) 3 
9 
9 >>> expand-obj <<< 
8 
; After the grinder has decided exactly where to put 
; the object, this function takes the compacted form of the instance 
; (as returned from the grinder) and instantiates each object on the correct 
; superconcepts. The result is a pointer to the top node. 
¶ 
; The object comes into this function in the form: 
¶ 
9 (name (rolename filler) (rolename filler)...) 
3 
(def un expand-ob j (r ) 
; If the grinder failed then forget it. 
(cond ((null r) ( ) )  
; Do the roles FIRST. Then.,. 
; ... do the top. 




9 >> expand-roles c< 
¶ 
; TLre roles are each znalyzed and either instantiated in place (if they are 
; not lists) or are recursively attached to sub instances. 
¶ 
(defun expand-roles (roles) 
(cond ((null roles) ( ) )  
; If this filler is a list then expand its sub 2oncept. 
((listp (cadar roles)) 
; Reattach the name to the sub concept instance. 
(cons (list (caar roles) (list (expand-obj (cadar roles)))) 
; And then do the rest of the roles. 
(expand-roles (cdr roles)) ) ) 
; Atomic or string values needn't have instances made of them. 




3 >>> make-instance <<< 
s 
; Make-instance and set-instace form an instance name from a gensym 
; value and the name of this object. It is then attached to the generic. 
9 
(defun make-instance (super roles) 
( se t - ins tance  
supe r  
r o l e s  




9 >> se t - i n s t ance  << 
¶ 
(defun se t - i n s t ance  ( super  r o l e s  i n s t a n c e )  
(set-obj  i n s t a n c e  ; o b j e c t  name 
( l i s t  ' i n s t a n t i a t e s  supe r )  ; s p e c i f i e r  
r o l e s  ; p a r s e  expr  
(1 ; s ernan t i c  s 
(1 ; mask 
1 
(add-instance super  i n s t a n c e )  
; When t h e  o b j e c t  is  i n s t a n t i a t e d . , .  execute  the semant ic  
; component. The semantics  have t h e  v a r  "pars ing-object"  
; a v a i l a b l e  i n  o r d e r  
; t o  name t h e  p a r t i c u l a r  s u p e r i o r  s p e c i a l i z e r  under c o n s i d e r a t i o n .  
; Also, " th i s - ins tance"  is t h e  name of t h i s  p a r t i c u l a r  i n s t ance .  
(eva.1-semantics supe r  i n s t a n c e  (semantics  ( e v a l  s u p e r ) ) )  
; Return t h e  name of t h e  new i n s t a n c e  from this f u n c t i o n  
i n s t a n c e  
1 
¶ 
9 >> eval-semantics << 
9 
(defun e v a l - s m a n t i c s  (p t r s ing -ob jec t  t h i s - i n s t ance  semant ics )  
( eva l  semant ics )  
1 
¶ 
¶ >> gen-name << 
t 
; Takes t h e  p r e f i x  t h a t  you would l i k e  t o  see on t h e  new name and adds a 
; unique 5 d i g i t  numerical  t a g  t o  i t .  
¶ 
(defun gen-name ( p r e f i x )  
(implode (append (explode p r e f i x )  
(cons '- (cdr (explode (gensym)))) 
1 
1 
Semantic Action Ut i l i t ies  
These are t h e  programmers u t i l i t i e s  f o r  goa l  r ecogn i t i on  
processing.  They a r e  d iscussed  i n  d e t a i l  i n  chap te r  5. Each f u n c t i o n  
demands arguments t h a t  a r e  network o b j e c t s  o r  names i n  a c e r t a i n  form. 
The FORCE-TYPE f u n c t i o n  (from t h e  record package) i s  used t o  perform 
coe r s iou  when i t  is  needed. 
>>> lookup <<< 
, 
; Given an o b j e c t  and a  pa th  l i s t ,  t h i s  func t ion  w i l l  go down t h e  o b j e c t  
; and e x t r a c t  t h e  va lue  t h a t  matches t h e  pa th  s p e c i f i c a t i o n .  For example, 
; i n  t h e  o b j e c t  t h a t  matched "del  a,b" t h e  l i s t -of - f i lenames  "a9bW would 
; be found a t  t h e  pa th  s p e c i f i e d  as '(command-argument). 
9 
(def  un lookup (ob jec t  pa th )  
; Make s u r e  t h a t  t h e  o b j e c t  is  n o t  a  name. This  i s  t y p i c a l l y  a  r e s u l t  
; of having c a l l e d  i t  from an  app ly - to - l i s t  but might be  a n  e r r o r .  
( force- type o b j e c t  o b j e c t )  
; I f  we've run  o u t  of pa th  then  t h i s  is it! 
(cond ( ( n u l l  pa th)  o b j e c t )  
- - ; ir t h e r e  is more pa th  t o  t ravel ,  s e i e c t  t h e  c o r r e c t  branch 
; from t h i s  p o i n t  and then c c r t i n u e  process ing  a t  t h a t  r o l e .  
( t  (lookup-step (cadr  (assoc  ( ca r  pa th)  (parse-body o b j e c t j ) )  





s >> lookup-step << 
, 
; I f  w e  a r e  a t  t h e  end of t h e  l i n e  f o r  t h i s  r o l e  then  s imply r e t u r n  t h e  
; atom t h a t  i t  a t  t h e  end of t h e  sea rch  path.  This  might be  a f a i l u r e  
; bu t  c u r r e n t l y  i s  no t  e r r o r  f lagged.  
s 
(defun lookup-step ( r o l e  pa th)  
; A r o l e  out  of steam w i l l  have an atomic b inder .  
(cond ((atom r o l e )  r o l e )  
; Otherwise g e t  t h e  next  l e v e l  o b j e c t  and recur .  




9 >>> apply- to- l i s  t <<< 
9 
; This  is a  ve r s ion  of apply t h a t  applys  t h e  func t ion  t o  a l l  t h e  elements  
; of a l i s t -o f - th ings .  It cont inues  down t h e  l a s t  r o l e  of t h e  o b j e c t  u n t i l  
; t h e  va lue  of t h e  f u n c t i o n  i s  t .  I f  i t  h i t s  t h e  end then i t  r e t u r n s  n i l .  
; The f n  should t a k e  one a r g  t h a t  w i l l  be  app l i ed  t o  t h e  atom t h a t  i s  ti le 
; name of t h e  "thing" r o l e  f i l l e r .  
9 
(defun apply- to- l i s t  ( o b j e c t  f n )  
(cond ( ( n u l l  o b j e c t )  ( )  ) 
; Apply f n  and s t o p  i f  i t  r e t u r n s  anyth ing  bu t  0. 
(t (cond ( (apply  f n  (cadar  (parse-body o b j e c t ) ) ) )  
; Otherwise s e l e c t  t h e  next  "ching" from t h e  l i s t  and r ecu r .  





9 >>> new-copy <<< 
a 
; Given any o b j e c t  and a  b inding  l i s t  
; t h i s  func t ion  w i l l  make a  new o b j e c t  and i n s e r t  i t  i n t o  the  network. 
; The b inding  l is t  i s  i n  t h e  form ((name replacement) (name replacement)  ...I 
; The names a r e  matched t o  t h e  mask names i n  t h e  o b j e c t  passed and then 
; t h e  replacement o b j e c t s  a r e  put  i n  t h e  new o b j e c t  i n  t h e  p l aces  i n d i c a t e d  
; by t h e  mask pa ths  a s s o c i a t e d  with each name, 
> 
(defun new-copy (obj  b inde r s )  
(make--copy sb j (super-obj e c t  ob j ) (p th-sxpand b i n d e r s  ob j  ) ) 
1 
¶ 
$ >> path-expand << 
¶ 
; The binding l i s t  (as ri,me-replacement p a i r s )  has  t o  be t r a n s l a t e d  
; i n t o  path-replacement , a i r s ,  This  func t ion  performs t h a t  conversion by 
; mapping through t h e  l i s t  of bindings and doing a  get-path on each name. 
; The path sea rch  i s  anchored a t  t h e  c u r r e n t  o b j e c t  and proceeds up t o  t h e  
; t o p  l e v e l  super  concept .  
2 
(defun path-expand ( j i n d l i s t  ob j )  
(mapcar '(lambda (binding)  
; get-path does most of t h e  work he re .  
(cons (cadr  (get-path ob j  ( ca r  b i n d i n g ) ) )  
(cdr  b inding)  
1 
1 
b i n d l i s t  
1 
>>> get-path <<< 
? 
; This  func t ion  t a k e s  an o b j e c t  and a pa th  i d e n t i f i e r  t h a t  i s  an  element 
; of a mask i n  one of t h e  ob jec t ' s  supe r io r s .  I f  t h e  name is  no t  found i n  
; t h a t  o b j e c t  o r  i n  one of it's s u p e r i o r s  up t o  t h e  IS  concept t hen  n i l  i s  
; re turned .  I'he pa th  is re tu rned  otherwise.  The s e a r c h  i s  performed f r o n  t h e  
; bottom up s o  t h e r e  may be  m u l t i p l e  occurrences  of a name t h a t  a r e  chenged 
; toward t h e  base. 
9 
(defun get-path (obj  p a t h i d )  
; I f  t h e  pa th  name is  i n  the c u r r e n t  element then  s imply r e t u r n  
; t he  ro l ename- ro l e f i l l e r  p a i r .  
(cond ( ( a s soc  p a t h i d  (mask o b j ) ) )  
; See i f  t h e  t op  is t h i s  one. I f  s o  then an i l l e g a l  pa th  has  been 
; s p e c i f i e d  and an e r r o r  SHOULD be r e tu rned  (but n i l  is i n s t e a d ) .  
( ( equa l  'is (spec-type o b j ) )  ( ) )  
; Try  t o  g e t  t h e  pa th  from t h i s  guy's f a t h e r .  




I >> make-copy << 
; 
; This  func t ion  t akes  an  o b j e c t  and an expanded bindingpath-replacement l i s t  
; It cop ie s  t h e  o l d  o b j e c t  i n t o  a l l  new i n s t a n c e s  by  i n s t a n t i a t i n g  t h i s  ncde 
; and then i n s t a n t i a t i n g  each of t h e  parse-bodg-role nodes t h a t  r e p r e s e n t  the 
; subconcepts t h a r  make up t h i s  concept.  
9 
jdeiun make-copy (node super  b i n d l i s t )  
( s e t - s p e c i a l  
(object-nane node) 
super  
; Expand t h e  r o l e s  of t h i s  o b j e c t  i n t o  s ~ e c i a l i z e r s  a s  wel l .  
(copy-roles (parse-body node) b i n d l i s t )  
; A new name i s  genned f o r  t h i s  p a r s i n g  a b j e c t .  Thus any 
; i n s t a n c e s  of t h i s  o b j e c t  w i l l  have double numbers when they  
; have names genned. 
(gen-name supe r )  
; The semant ics  of t h e  o l d  node a r e  copied. 




9 >> s e t - s p e c i a l  << 
? 
; Cal led  i n  o rde r  t o  add a pa r s ing  o b j e c t  t o  t h e  network. The new o b j e c t  
; is  assumed t o  s p e c i a l i z e  i t s  super .  This  is NOT an  in s t ance .  
? 
(defun s e t - s p e c i a l  ( o r i g i n  super  r o l e s  name semantics)  
(set-ob j name 
( l i s t  ' s p e c i a l i z e s  supe r  o r i g i n )  
r o l e s  
semant ics  
(1 
) 
; Add t h e  name of t h e  new p a r s i n g  o 3 j e c t  as  a s p e c i a l i e r  of t h e  
; pa ren t  s o  t h a t  t h e  pa r s ing  sea rch  f i n d s  i t .  
(add-spec ia l izer  super  name) 




Y >> copy-roles << 
s 
; Go t h r u  each member of t h e  parse-body of t h i s  o b j e c t  and expand each r o l e  
; by e i t h e r  r e t u r n i n g  t h e  o b j e c t  t h a t  is  i t s  replacement ( i f  t h e r e  i s  one 
3 s p e c i f i e d )  o r  a copy of t h e  sub concept t o  which t h i s  r o l e  expands. 
9 
(defun copy-roles ( r o l e s  b i n d l i s t )  
(cond ( ( n u l l  r o l e s )  () ) 
; I f  a b inding  has  been s p e c i f i e d  f o r  t h i s  r o l e  then  i n s e r t  t h a t  v a l u e  
; i n  p l a c e  of whatever t h e  au tho r  o r i g i n a l l y  had i n  t h i s  p l ace .  
( ( f ind-binding (caar  r o l e s )  b i n d l i s t )  
(cons ( l i s t  ( caa r  r o l e s )  
; f ind-binding i.s repea ted  ( s o r r y )  and could probably be 
; rep laced  by some menoing o r  a lambda bind l a t e r ,  
( f ind-binding (caar  roles)  b i n d l i s t )  ) 
; Do the  r e s t  of the r o l e s  as we l l  
(copy-roles (cdr r o l e s )  b i n d l i s t )  
1) 
; If t h e  s p e c i f i c a t i o n  of t h i s  r o l e  is  a  sub-ot ject  (a ---) t hen  make 
; a new copy of t h a t  o b j e c t  a s  we l l  and reins@:: : t h a t  name here .  
((and ( l i s t p  (cadar  r o l e s ) )  (equal  'a (caadar  I 3 l e s ) )  ) 
(cons ( l i s t  ( caa r  r o l e s )  
( l i s t  'a 
; Recurs ive ly  c a l l  make-copy on t h e  subob jec t  
(make-copy ( eva l  (cadadar r o l e s )  ) 
; Make-copy needs t h e  super  of t h e  sub  a l s o .  
(super-ob j e c t  (eval  (cadadar r o l e s )  ) ) 
; Pass  only  those  b indings  t h a t  apply  t o  t h i s  r o l e .  
(appl icable-b inders  (caar  r o l e s )  b i n d l i s t )  
1 
1 ; c l o s e  ( l i s t  'a. ..) 
1 
; Again, be s u r e  t o  do t h e  r e s t  of t h e  r o l e s .  
(copy-roles ( cd r  r o l e s )  b i n d l i s t )  
1 1 
; There a r e  no a p p l i c a b l e  b indings  and t h e r e  i s  no subobjec t .  This  
; r o l e  is  probably f i l l e d  by e i t h e r  an atom o r  some lambda expr.  
; J u s t  copy i t  a s  is. 




Y >> appl icable-b inders  << 
* 
; This  t akes  a r o l e  name and t h e  b inding  list and r e t u r n s  only  those  b i n d e r s  
; t h a t  might apply t o  t h i s  name. The cdr  of t h e  pa ths  of t hose  bFnders 
; i s  r e tu rned  so  t h a t  i t  can b e  reused immediately. 
s 
(defun appl icable-b inders  (name b i n d l i s t )  
(cond ( ( n u l l  b i n d l i s t )  ( ) )  
; The b:-nders i n  r o l e  "foo" t h a t  s t a r t  "(foo ---)I1 a r e  s e l e c t e d  and.. . 
( ( equa l  (caaar  b i n d l i s t )  nsme) 
; ... "foo" is  pu l l ed  out  of t h e  pa th  l is t .  
(cons (cons (cdaar  b i n d l i s t )  (cdar  b i n d l i s t ) )  
(appl icable-b inders  name (cdr  b i n d l i s t ) )  
1) 
; Skip any t h a t  don't begin "(foo ---)" 




9 >> down-level C< 
$ 
; Used t c  move t o  t h e  nex t  p o s i t i o n  i n  t h e  pa ths  l i s t e d  i n  rlhe b ind l i . s t .  
; Eacl, path i s  CDRed.  
s 
(defun down-le- el (b indings)  
(mapcar ' (lambda (b)  (cons (cdar  b )  (cdr  b ) ) )  b. ndings) 
1 
9 
s >> f ind-binding << 
9 
; Searchs throught  t h e  b i n d l i s t  and r e t u r n s  e i t h e r  () o r  t h e  o b j e c t  t o  a c t  
; t o  r e p l a c e  t h e  c u r r e n t  sub-part .  
$ 
(defun find-binding (name b i n d l i s t )  
(cond ( ( n u l l  b i n d l i s t )  (1) 
; The q u a l i f i c a t i o n s  f o r  being a v a l i d  b inder  a r e  t h a t  i t  is of t h e  
; form e x a c t l y  "(foo)"  f o r  r o l e  "foo". Longer l is ts  a r e  f o r  deeper 
; pa ths .  
((and (equal  1 ( l eng th  ( caa r  b i n d l i s t ) ) )  
(equal  name (caaar  b i n d l i s t ) )  ) 
(cadar  b i n d l i s t ) )  





Y >>> de tach  <<< 
Y 
; Removes an  o b j e c t  from t h e  network. This  is t y p i c a l l y  used i n  t h e  semant ic  
; a c t i o n s  i n  o r d e r  t o  s t o p  t h e  process ing  of t r a p s .  Note t h a t  on ly  s p e c i a l i z e r s  
; can b e  removed from t h e  n e t  and t h i s  f u n c t i o n  assumse t h a t  it h a s  been handed 
; a s p e c i a l i z e r  [ t y p e : ( s p e c i a l i z e s  f o o ) ] .  
Y 
(defun de tach  ( o b j e c t )  
; Make s u r e  t h a t  t h e  au tho r  passed us sn  o b j e c t  r a t h e r  than  a  name. 
(force-type o b j e c t  o b j e c t )  
; T e l l  daddy t h a t  we're l eav ing  home. 
(remove-specializer (super-object  o b j e c t )  (object-name o b j e c t ) )  
; Remove t h e  name i t s e l f  thus  unhooking a l l  t h e  lower s t u f f .  
(remob (object-naxe o b j e c t ) )  
1 
>> remove-specializer << 
9 
; This  i s  used t o  remove t h e  name of a  s p e c i a l i z e r  t h a t  is  going t o  b e  r e m e d  
; from t h e  s p e c i a l i z e r  p rope r ty  of i t s  f a t h e r .  It is p r e t t y  s t r a i g h t f o r w a r d .  
Y 
(def un remove-specializer (super .  obname) 
(putprop supe r  
(rem-name-from-1-ist: (ge t  super  ' s p e c i a l i z e r s )  obname) 




Y >> :a-name-from-list << 
9 
; Standard p u l l  zn atom Irom a l i s t  of atorns by name. 
; This  should be a  s tand  . rd  l i s p  func t ion .  
¶ 
(defun rem-name-from-list ( 1  n)  
(cond ( ( n u l l  1 )  ( ) )  
( ( equa l  n ( ca r  1 ) )  
(cdr  1 ) )  




Y >>> find-copy <<< 
¶ 
; This  is  l i k e  new-copy except t h a t  i n s t e a d  of i n s t a n t i a t i n g  a s p e c i a l i z e r  
; i n  t h e  p l ace  s p e c i f i e d  i t  t r i e s  t o  match t h e  new o b j e c t  with e x i s t i n g  
; s p e c i a l i z e r s  hanging from the  s u p e r i o r  t h a t  t h e  new copy would be hung from. 
; The 'o r ig in '  f i e l d  of t h e  o b j e c t  s p e c i f i c a t i o n  i s  used t o  dec ide  which 
; s p e c i a l i z e r s  of t h e  s u p e r i o r  a r e  t o  b e  t e s t e d .  Only ones t h a t  were de r ived  
; from t h i s  p a r t i c u l a r  spec a r e  t r i e d  f o r  reasons of e f f i c i e n c y .  
; I f  i t  matches then  t h e  semat ics  of t h e  o b j e c t  t h a t  i s  matched a r e  evaled.  
; The "parsing-object" v a r i a b l e  is set temporar i ly  t o  t he  name of t h e  
; s p e c i a l i z e r  be ing  a c t i v a t e d  s o  t h a t  i t s  s e x a n t i c s  work proper ly .  
9 
; It is important  t o  no te  t h a t  t h i s  func t ion  is  comparing t h e  con ten t  of 
; an %nstance wi th  t h e  con ten t  of a - s p e c i a l i z e r  s o  i t  has  t o  b e  r e a l  c a r e f u l  
; about  t h e  form of t h e  r o l e s  of t h e  s p e c i f i e r  vs t h e  b inders .  
¶ 
(def un f  ind-copy (ob j b inde r s )  
; Make s u r e  t h a t  t h e  au tho r  gave us  t h e  r i g h t  type.  
(force-type ob j  o b j e c t )  
; Use t h e  names i n  t h e  mask f i e l d  t o  r e p l a c e  t h e  named p a r t s  
; wi th  t h e i r  pa ths  f o r  processing.  
(find-copy-sub (path-expand b inde r s  o b j )  
; Pass t h e  l l s t  of o b j e c t s  t o  be  searched. I.e., t h e  k i d s  of 
; t h e  s u p e r i o r  t o  t h i s  o b j e c t .  
( s p e c i a l i z e r s  (super-object  o b j ) )  




9 >> find-copy-sub << 
1 
; Map down t h e  l i s t  of t h e  "brethren" of t h e  matching node and compare t h e  
; ones t h a t  der ived  from thFs s p e c i a l i z e r .  
¶ 
(defun find-copy-sub ( b i n d l i s t  s e a r c h l i s t  r e s t r i c t i o n )  
(cond ( ( n u l i  s e a r c h l i s t )  ( ) )  
( t  (match-object ( c a r  s e a r c h l i s t )  
; Make t h e  name i n t o  an  ob jec t .  
( e v a l  ( ca r  s e a r c h l i s t ) )  
; R e s t r i c t  t h e  matcher s o  t h a t  n ly  those  o b j e c t s  
; whose o r i g i n  was t h e  node wi th  which w e  a r e  doing 
; t h e  comparison a r e  compared. 
r e s t r i c t i o n  
b i n d l i s t  
1 
; A s  always... cdr  down t h e  l is t .  





9 >> match-object << 
? 
; I f  t h e  o b j e c t  under cons ide ra t ion  matches t h e  o b j e c t  i n  hand then do 
; t h e  semantics  of che EXISTING ob jec t .  Note t h a t  on ly  t h e  b i n d e r s  a r e  
; r e a l l y  r e l e v a n t  t o  t h i s  comparison s i n c e  the  o b j e c t  i n  hand de r ived  from 
; t h e  ob jec t  under cons ide ra t lon  by a p p l i c a t i o n  of t h e  same set of b inde r s .  
Y 
(defun match-object (name obj  r e s t r i c t i o n  b i n d l i s t )  
; This  is  r e s t r i c t e d  t o  only  those whose o r i g i n  is t h e  o b j e c t  i n  hand. 
(cond ( ( equa l  ( o r i g i n  o b j )  r e s t r i c t i o n )  
(cond ((compare-obj (parse-body o b j )  b i n d l i s t )  
; Bind t h e  name of the.  super  o b j e c t  t o  "parsing-object" 
; and n i l  t o  
; " th is - ins tance"  then e v a l  t h e  semantics  of t h e  super .  
(eval-semantics name () (semantics  o b j ) ) )  
( t  0) 
1 
1 
( t  0) 
1 
1 
>> compare-obj << 
¶ 
; t h i s  guy does t h e  c o n t r o l  work f o r  matching two o b j e c t s .  It t a k e s  t h e  
; p a r s e  bodies  of t h e  two o b j e c t s  and t h e  b inding  replacement list and does 
; t h e  comparison. 
9 
(defun compare-obj ( r o l e s  b i n d l i s t )  
(cond ( ( n u l l  r o l e s )  t) 
; I f  you can f i n d  c- biztder fez  t i~is r o l e  then aztch thi! r a l e ' s  -~.,?3~2. 
; wi th  t h e  bind replacement value.  
( ( f ind-b inz ing  i caa r  ro les )  b t n d l i s t )  
; Match the  b inder  va lue  with t h e  r o l e  i t  matched. 
(and (mat ch-binder 
(parse-body ( e v a l  ( f ind-binding (caar  r o l e s )  b i n d l i s t ) ) )  
(parse-body ( eva l  (cadadar r o l e s )  ) ) 
) 
; Be s u r e  t o  cons ider  t h e  goodness of f i t  of t h e  r e s t  of t h e  
; r o l e s  a s  wel l .  
(compare-obj (cdr  r o l e s )  b i n d l i s t )  
11 
; I f  t h e r e ' s  no b inder  then  t r y  t o  r e s t  of t h e  r o l e s  and d i v e  i n t o  
; t h i s  one's va lue  c e l l .  
; Comparing the  r e s t  of t h e  r o l e s .  This is  done f i r s t  beacuse 
; t h e  job of d iv ing  might be  cons ide rab le  i n  a l i s t  of  t h i n g s .  
( t  (and (compare-obj (cdr  r o l e s )  b i n d l i s t )  
; Trying t o  match r o l e  va lues .  I f  t h e  r o l e  has  a  l i s t  cadr  
; t hen  d i v e  i n t o  i t  and compare some more. 
(cond ( ( l i s t p  (cadar  r o l e s ) )  
(compare-obj (parse-body ( e v a l  (cadadar r o l e s ) ) )  
; Take t h e  b inde r s  t h a t  mat te r  wi th  you. 
(appl icable-b inders  ( caa r  r o l e s )  b i n d l i s t )  
1 




s >> match-binder << 
s 
; The a c t u a l  comparison between two o b j e c t s  is  done he re .  Remember t h a t  
; o b j l  is  an i n s t a n c e  and obj2  is a s p e c i a l i z e r  t h a t  t h e o r e t i c a l l y  
; bound t h a t  i n s t ance .  Thus t h e r e  is a l l  s o r t s  of c r u f t  i n  ob j2  t h a t  won't 
; be  i n  o b j l  bu t  t h a t  has  t o  b e  check anyhow. I f  t h e r e  is  no r o l e  i n  one 
; t h a t  matches t h e  o t h e r  then  i t  i s  an  unspec i f i ed  r o l e  and matches by 
; d e f i n i t i o n .  
s 
(defun match-binder ( o b j l  ob j2)  
(cond ( ( n u l l  ob j 1 )  t ) 
( t  (and (match-binder (cdr  o b j l )  ob j2 )  
; This  is  t h e  r e l e v a n t  l i n e .  Compare t h e  va lue  of t h i s  r o l e  
; wi th  t h e  va lue  of t h e  t h i n g s  t h a t  bound i t .  





$ >> match-role << 
3 
(defun match-role ( r l  r 2 )  
; They can be  d i r e c t l y  equal  or... 
(cond ( (equal  r l  r 2 )  t) 
; I f  r 2  is n i l  then  t h i s  r ~ l e  w a s  unspec i f i ed  
( ( n u l l  r 2 )  t )  
; I f  no t  l ists then  they  a r e  j u s t  p l a i n  wrong h e r e  and now. 
( ( n o t  ( l i s t p  (cadr  r l ) ) )  ( ) )  
; ... we have t o  d i v e  i n t o  t h e i r  subobjec ts .  
( t  (match-binder (parse-body ( eva l  (cadr  r l ) ) )  
(parse-body ( eva l  (cadadr r 2 ) ) )  
> 
Appendix B 
Primary DCL Network Objects 
(net-construct 









(lambda ( )  
(prog (c) 
(skip-spaces) 
loop (setq c (peek)) 
(or (equal c " ") 
(equal c "/I1) 










loop (setq c (peek)) 
(cond ( (not (equal c "/I1)) (done)) ) 
iloop (drop (grab)) 
(skip-spaces) (seek ' (18 11 ll=ls > 
(skip-spaces) 
(cond ((equal "=" (peek)) (go iloop))) 
(go loop) 
) 
) ; Close command-qualif ier 
(command-argument 





) ; close command-argument 
) ; close parsing body 
() ; semantics 
() ; mask 
) ; close dcl-command 
(list-of-things (is) 
( (thing 
(lambda () (seek ",") (done)) 
) ; close thing 
(rest-of-list 
(lambda () (grab) (rest) (done)) 
) ; close rest-of-list 
) ; Close parsing body 
() ; Semantics 
() ; mask 
) ; close list-of-things 
I) 
(list-of-filenames (specializes list-of-things) 
( (thing (a filename) ) 
(rest-of-List (a list-of-filenames)) 
1 
() ; Semantics 
() ; mask 
1 
(f ilef orm (is) 
( (device (lambda () 






(location (lambda () 
(cond ( (not (equal " [" (peek) ) ) (done) ) ) 
(grab 





(name (lambda () 
( seek  ".") (grab)  (done)) 
1 
( ex t  (lambda ()  
(seek ' (If. It " 11 ; 1) (grab)  (done))  
1 
(ve r s ion  (lambda () ( r e s t )  (done)) ) 
) ; Close p a r s i n g  body 
() ; Semantics 
() ; mask 
) ; c l o s e  f i l e f o r m  
s 
; The r e l a t i o n  between f i l e f o r m  and f i lename is  a func t ion  of t h e  o p e r a t i o n  
; of the n e t  s ea rche r .  It assumes t h a t  a l l  sub-objects have some super  and 
; w i l l  on ly  t a k e  l e x i c a l  scanning f n s  from the  f a t h e r .  Thus, i n  o r d e r  t o  
; make t h e  p a r s e r  process  down t h e  s t r i n g  i n t o  subpieces w e  have t o  give 
; i t  a f a t h e r  node t o  get l e x i c a l  fns from. F i le form i s  t h a t  f a t h e r .  
9 




) ; close f i l cuamr  
9 
) ; c l o s e  ne t -cons t ruc t  
Appendix C 
Example Complete Pa r s ing  Objects  
This  appendix inc ludes  t h e  a c t u a l  code of t h e  COPY-tDELETE and one 
p o s s i b l e  c o n s t r u c t i o n  of t he  ASSIGNfDIR sequence r e c o g n i t i o n  programs. 
Thei r  d e s c r i p t i o n  can b e  found i n  chap te r  5. Ncrmally, t h e s e  o b j e c t s  
would b e  surounded by a NET-CONSTRUCT c a l l  i n  o rde r  t o  p l ace  t h i e r  
o b j e c t  p a r t s  i n t o  t h e  network. Note t h a t  t h e s e  a r e  s t i p p e d  down 
v e r s i o n s  of t h e  a c t u a l  o b j e c t s .  They t a k e  on ly  t h e  f u l l  form of t h e  
command names and some of t h e  communications has  been removed i n  o r d e r  
t o  c l a r i f y  t h e  semantic  a c t i o n s  n b i t .  
I maintain a  Labeling convention i n  which each sequence 
r ecogn i t i on  program has  a "sequence num3erSt t h a t  i s  p re f ixed  t o  a l l  
o b j e c t s  t h a t  t a k e  p a r t  i n  t h a t  recogntion.  Thus, t h e  COPYfDELETE 
sequence is  "s 1" . Some o b j e c t s  a r e  more gene ra l  than  o n l y  a  
p a r t i c u l a r  sequence b u t  n o t  s u f f i c i e n t l y  gene ra l  t o  i nc lude  i n  t h e  
primary network o b j e c t s .  These a r e  n o t  p r e f i x e d  wi th  a sequence 
number (e.g., Pair-of- things) .  
J 
3 
9 The COPY/DELETE rnisbehavicr t h a t  w e  speak of s o  o f t e n  
J 
; The corcmands captured  by t h i s  sequence are: 
9 
, $COPY 0 . . . 
3 $DELETE <> 
9 
; and warn of t h e  RENAME command. Also, t h e  use  of a rename command 
; d e a c t i v a t e s  t h e  top  t r app ing  copy. 
9 
(sl-copy-command ( s p e c i a l i z e s  dcl-command) 
( (command-name "copy") 
(command-qualifier ( ) )  
(command-argument (a copy-pair)) 
) ; Close pa r s ing  body 
(progn (apply- to- l i s t  (lookup th i s - in s t ance  '(command-argument f i r s t - t h i n g ) )  
' (lambda (name) 
(putprop 
(new-copy sl-single-file-delete-command 
'((name ,(lookup ( e v a l  name) '(name))) 
( e x t  ,( lookup ( e v a l  name) ' ( e x t ) ) )  
1 
) ; close new-copy 
(concat (lookup name '(name)) 
(concat "." (lookup name '(ext))) 
'filename 
) ; Close putprop 
()  ; force apply-to-list to continue 
) ; close lambda 
) ; close apply-to-list 
) ; close progn 
() ; mask 
) 
s 
(pair-of -things (is) 
( (first-thing 
(lambda () 











) ; Close parsing body 
() ; Semantics 
() ; mask 
1 
¶ 
(copy-pair (specializes pair-of-things) 
( (first-thing (a list-of-filenames)) 
(second-thing (a list-of-filenames)) 
1 
() ; Semantics 
()  ; mask 
1 
9 
(delete-command (specializes dcl-command) 
( . (command-name "delete") ) ; Parsing body 
(1 ; Semantics 
(1 ; mask 
J 
(file-deletion-command (specializes delete-command) 
( (command-qualifier ( ) )  ; Parsing body 
(command-argument (a list-of-filenames)) 
) ; Close Parsing body - 
(progn (apply-to-list (lookup this-instance '(command-argument)) 






; close apply-to-list 
) ; close progn 
((filenames (command-argument))) ; mask 
1 
J 
(sl-single-file-delete-command (template delete-command) 
( (coinmand-name "delete") 
(cu~nmand-qualif ier () ) 
(command-argument ( a  sl-filename)) 
1 
(prom 
(patom "The RENAME command can be used to change the name of ") 
(print (get parsing-cbject 'filename)) 
(patom " 




(name (command-argument name)) 
(ext (command-argument ext)) 
1 
9 




) ; close filename 
J 
(sl-rename-command (specializes dcl-command) 
( (command-name "rename") 






t Assign sys$output sequence 
t 
; This misbehavior is meant to recognize cormand streams like: 
8 
t $assign s.tmp sys$output 
t $dir 
3 Sdeasslgn sys$output 
t 
; The distinguished sequence in this case is ltdir/output=s.tmp" 
9 
(s2-assign-command (specializes dcl-command) 
( (command-name "assign") 
(command-qualif ier () ) 
(command-argument (a s2-assign-pair)) 
(prog (s2-temp) 
(putprop (setq s2-temp (new-copy s2-dir-command () ) )  
(length cmd-history) 
'where) 
(putprop (new-copy s2-general-deassign 
() ) s2-temp 'dircmrid) 
1 
(1 
) ; close s2-assign-command 
t 
(s2-assign-pair (special.zes pair-of-things) 
( (f irsr-thi.~g (a filename) ) 
(second-tb .ng "sys$ou.tputi') 
(1 (1 
) ; close s2-assign-pair 
Y 
(s2-dir-command (template dcl-command) 
( (command-name "dir" ) 




(new-copy s2-deasslgn-command () ) 





(s2-deassign-command (template dcl-command) 




(cond ((equal 2 (- (length cmd-history) (get parsing-ob j ect 'where) ) ) 
(patom "The /out=£ilename option can be used to direct the 
output of the DIR command to a file. 






(s2-general-deassign (template dcl-command) 
( (command-name "deassign") ) 
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