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V diplomskem delu je predstavljena spletna aplikacija Platform, ki služi 
podjetjem kot pripomoček za pregled nad plovili, prodajalci in strankami podjetja. 
Spletna aplikacija je primerna za podjetja, ki se ukvarjajo s proizvodnjo plovil, 
dobaviteljem materiala in podjetjem, ki nudijo storitve na plovilih. Gre za centraliziran 
produkt, kjer ima proizvajalec plovil pregled nad svojimi produkti in poslovnimi 
partnerji. 
 
Projekt zajema načrtovanje in izdelavo spletne aplikacije Platform. Za projekt 
sem uporabil sodobno tehnologijo VueJS, ki služi kot ogrodje skriptnega jezika 
JavaScript. V sklopu razvoja sem uporabil označevalni jezik HTML ter jezik za 
oblikovanje vsebine CSS. Poleg osnovnih gradnikov sem si pomagal z odprtokodnimi 
knjižnicami kot so Vuex, Vuetify… Te služijo kot pomoč pri manipulaciji s podatki in 
sodobnimi oblikovalskimi trendi. 
 
Med izdelavo projekta sem naletel na kar nekaj težav, nekatere od njih sem 
tekom dela tudi opisal. Rad bi izpostavil, da je projekt zaživel in da so prve stranke že 
začele uporabljati spletno aplikacijo Platform.    
 
 






The main theme of our thesis is to represent web application Platform, which 
servers boat building companies as a tool for reviewing their boats, dealers and 
customers. Web application is suitable for boat building companies, dealers and 
service professionals. It is a centralized product where the boat builder has an overview 
of their products and business partners.  
 
The project includes the design and development of the web application. For the 
project, we used modern technology VueJS, which serves as a framework for the 
JavaScript scripting language. As part of development, we used markup language 
HTML and CSS as content design language. Along these, we used open source 
libraries such as Vuex, Vuetify… These serves as a help with data manipulation and 
modern design trends. 
 
During the making of the project we encountered quite a few problems, some of 
which are described in this thesis. I would like to point out that the project was released 
and first clients have already started using the web application Platform. 
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1  Uvod 
Izdelavo projekta za diplomsko nalogo sem začel v podjetju Sentinel Marine 
Solutions v začetku leta 2019, v sklopu obstoječe spletne aplikacije podjetja, ki je 
namenjena strankam za prikaz delovanja njihovih plovil. Tam sem naredil prvo verzijo 
današnje Platforme, ki je temeljila na starejši tehnologiji in ima kar nekaj 
pomanjkljivosti. Poleg tega smo se v podjetju odločili, da poslovne partnerje ločimo 
od strank in s tem razbremenimo obstoječo aplikacijo. 
 
Prva verzija, ki je bila del obstoječe aplikacije, je bila predstavljena na svetovno 
znanem sejmu METSTRADE v Amsterdamu. Ideja je bila zelo dobro sprejeta, zato 
smo se v podjetju odločili, da bomo naredili samostojno spletno aplikacijo z uporabo 
novejše tehnologije. 
 
Sama ideja spletne aplikacije je že od vsega začetka ostala enaka z določenimi 
izboljšavami. V prvi meri mora zagotoviti podjetjem, ki se ukvarjajo z izdelovanjem 
plovil, nadzor nad njihovimi proizvedenimi plovili.  
 
Na trgu podobne oziroma tako kompletne ideje in izvedbe spletne aplikacije ni, 
kar priča o tem, da je bila sama ideja med proizvajalci plovil in njihovimi partnerji 
zelo dobro sprejeta. Ker spletna aplikacija pokriva tako menedžment kot manipulacijo 
s kadrom podjetja ter sam popis plovila, gre za velik projekt, za katerega je potreben 
dolgotrajen razvoj. Ker na trgu še ni takega produkta, smo se v podjetju Sentinel 
Marine Solutions soočili s problemi, ki opisujejo samo funkcionalnost in uporabnost 
izdelka. Veliko vlogo pri izdelavi spletne aplikacije je imela raziskava področja, saj 
smo v prvi meri želeli predstaviti kompleten produkt, ki bo uporaben in funkcionalen 
pri večini podjetij v pomorski industriji. Ker vsako podjetje posluje in je urejeno na 




Ker gre za velik projekt sva bila s sodelavcem ločena na delo v zaledju (ang. 
backend), sem spada delo s podatkovnimi bazami ter pripravo podatkov v pravilne 
podatkovne strukture. Sam sem bil zadolžen za izgled, uporabnost in funkcionalnost 
spletne aplikacije (ang. frontend). Spletna aplikacija je dostopna na spletnem naslovu 
www.platform.sentinelmarine.net. Gre za produkcijsko verzijo, kar pomeni, da je ta 
vidna vsem trenutnim uporabnikom Platforme. Za namene razvoja in preizkušanje na 
novo razvitih funkcionalnosti pa je spletna aplikacija dosegljiva na www.stage-
platform.sentinelmarine.net. Dostop do Platforme je omejen samo za partnerje 





2  Predstavitev konceptov uporabe spletne aplikacije 
2.1 Osnovni koncepti aplikacije 
Spletna aplikacija je sestavljena iz več sekcij. Ker gre za reševanje dokaj 
kompleksih problemov, so ti med seboj tudi povezani, vendar še vedno vsaka sekcija 
zase predstavlja svojo zaključeno celoto. V ta namen sem ustvaril sekcijo z imenom 
“Builder”, ki je razdeljena na štiri podkategorije. Prva z imenom “oprema“ (ang. items) 
služi kot popis vse opreme, katera je prisotna na njihovih plovilih (motor, kompas, 
jambor…). V naslednji podkategoriji se nahajajo “dokumenti”  (ang. documents), kjer 
podjetje naloži vso dokumentacijo posamezne opreme (navodila za uporabo 
kompasa...). V tretji podkategoriji so “modeli” (ang. models), ki služijo kot neka 
predloga njihovega plovila. Veliko modelov bark ima enako standardno opremo, zato 
si podjetje ustvari model (npr. 550XL) in doda opremo ter dokumente, ki so bili 
predhodno dodani v sekcijah oprema in dokumenti. Zadnja sekcija “plovila” (ang. 
boats) je najobširnejša, kjer proizvajalec plovila izpolni podatke za specifično plovilo 
in doda pripadajočo opremo in dokumente. 
 
V spletni aplikaciji je na voljo zavihek “opravila” (ang. tasks). Gre za nekakšno 
digitalno servisno knjigo. Namenjen je predvsem podjetjem, ki nudijo storitve, 
običajno redne servise. V tem zavihku lahko uporabnik ustvari opravilo ter ga naslovi 
na specifičnega uporabnika, ki pa ni nujno, da je uporabnik spletne aplikacije Platform. 
V tem primeru dobi statično povezavo na elektronski naslov ter preko te povezave 
dostopa do opravila, ki mu je bil dodeljen. Opravila so lahko tudi avtomatsko 
generirana s strani sistema. 
 
Zavihek “sporočila” (ang. messages), služi kot komunikacija preko elektronske 
pošte med stranko in uporabnikom spletne aplikacije.   
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Zavihek ”uporabniki” (ang. users) smo ustvarili z namenom, da uporabnike 
razdelimo na več “skupin” (ang. groups). Veliko podjetij, ki se ukvarjajo s plovili, je 
razdeljenih na več “podpodjetij”. V ta namen smo hoteli zagotoviti glavno skupino, ki 
je ime podjetja, v podskupine pa razdeliti ta podpodjetja, ki so zase zaključena celota. 
V “podskupinah” (ang. subgroups), lahko uporabnik dodaja nove uporabnike, če ima 
to pravico. Dodeli jim lahko eno izmed 4 pred definiranih vlog (ang. role). 
 
Zavihek “podatki” (ang. data) služi kot prikaz lokacije posameznega plovila, 
prikaz grafov ter vseh tipal, ki so prisotni na plovilu. Omogoča vpogled v zgodovino 
podatkov od prvega vnosa posameznega plovila.
 
2.2  Registracija in prijava 
V tej spletni aplikaciji gre za dokaj nenavaden proces registracije uporabnikov, 
saj se vsak uporabnik ne more sam registrirati, za registracijo mora dobiti povabilo 
obstoječega uporabnika. Na svoj elektronski naslov dobi povezavo, preko katere se 
lahko registrira.  
 
Iz povezave (npr. /register/123456789) lahko preberemo identifikacijsko 
številko (v tem primeru 123456789), preko katere lahko s poizvedbo na strežnik 
pridobimo strankin elektronski naslov in ga pred izpolnimo v vnosna polja. S tem 
uporabniku olajšamo vpisovanje elektronskega naslova ter se izognemo potencialnim 
napakam pri vpisovanju.  
 
Glede na to poizvedbo lahko pride do različnih napak. Ena izmed njih je ta, da 
je uporabnik prijavljen v spletno aplikacijo z drugim, že ustvarjenim uporabniškim 
računom. Uporabnika aplikacija o tem obvesti v desnem spodnjem kotu, ga odjavi in 
osveži spletno stran. Da je uporabnik že prijavljen zazna na podlagi dostopnega žetona 
(ang. access token). Naslednja možnost, ki se lahko pojavi je, da je strežnik ugotovil, 
da se je uporabnik že prijavil z enako identifikacijsko številko. Ob tej napaki 
uporabnika obvesti z opozorilom, da je bila njegova prijava že uspešno opravljena. 
Tretja možnost pa je, da identifikacijska številka sploh ne obstaja. 
 
Če je identifikacijska številka pravilna, lahko uporabnik nastavi svoje geslo, ki 
mora vsebovati vsaj 8 znakov. Ob uspešno vnesenem geslu, ga mora uporabnik zaradi 
varnostnih razlogov vnesti še enkrat. Ob koncu mora registracijo potrditi s klikom na 
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gumb. Tako je uporabnik uspešno registriran. Preusmerjen je na stran, ki je namenjena 
novim uporabnikom. 
 
Prijava uporabnika je klasična. Uporabnik se prijavi z vpisom elektronske pošte 
in gesla v vnosna polja. S klikom na gumb se uporabnik prijavi v spletno aplikacijo, 
ob pravilno vpisanih podatkih. Ob nepravilnih podatkih je uporabnik ustrezno 
obveščen.  
Prijava omogoča tudi spreminjanje gesla. Ta deluje na principu, da uporabnik 
vnese svoj elektronski naslov v vnosno polje. Preko le-tega dobi unikatno povezavo, 
preko katere spremeni geslo. Sam izgled prijave lahko vidimo na spodnji sliki. 
2.2.1  Preprečevanje nepooblaščenih vstopov v spletno aplikacijo 
Za preprečevanje nepooblaščenih vstopov v spletno aplikacijo Platform sem 
uporabil že uveljavljeno rešitev ”OAuth2”, ki se je uveljavila kot dobra razvijalska 
praksa po vsem svetu. Ta protokol uporablja večina aplikacij oziroma programov, kjer 
se zahteva avtentikacija uporabnika. Sam protokol deluje na osnovi žetonov. Sam bom 
opisal eno izmed možnih implementacij. Ob prijavi uporabnika z uporabniškim 
imenom in geslom se v ozadju aplikacije pokliče metoda, ki pošlje poverilnice 
uporabnika na strežnik. Ta preveri pristnost poverilnic ter ob uspešnosti vrne odgovor 
v obliki dveh žetonov. Eden je namenjen dostopu do preostale vsebine aplikacije, drugi 
pa osveževanju prvega žetona. Poleg žetonov vsebuje paket informacijo o preostanku 
veljavnosti prvega žetona. Ob vsakem klicu strežnika, od katerega zahtevamo podatke, 
Slika 1: Prijava uporabnika 
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mu v posebnem polju ”bearer” podamo tudi žeton, katerega smo dobili ob 
avtentikaciji. Ob napačnem žetonu nam strežnik odgovori s kodo statusa prošnje 401 
oziroma 403, odvisno od situacije.  Tako lahko zagotovimo preprečevanje 
nepooblaščenih dostopov vsebine, do katere nepooblaščeni uporabnik ne sme 
dostopati. 
 
Poleg unikatnega žetona ima vsak uporabnik tudi svoje pravice, katero vsebino 
na sami spletni aplikaciji lahko vidi in katero ne. Ta je odvisna od vloge, ki jo opravlja 
v podjetju ter posledično tudi v spletni aplikaciji. 
 
2.3 Zavihek “Builder” 
Zavihek “Builder” je sestavljen iz štirih sekcij: oprema, dokumenti, modeli in 
plovila. Med seboj se močno razlikujejo. Oprema, dokumenti in modeli so nekakšne 
šablone, ki se pri plovilih združijo v celoto. Vsaka od navedenih ima na uvodni strani 
seznam vseh dodanih elementov, na primer v opremi so to posamezni izdelki, ki jih je 
uporabnik dodal. S klikom na pisalo se odpre okno za urejanje elementa. To okno je z 
manjšimi dodelavami enako kot okno za ustvarjanje novih elementov. Poleg teh treh 
prikazov je tu še prikaz obstoječega elementa, kjer uporabnik vidi trenutno stanje 
elementa. 
 
2.3.1  Oprema 
Zavihek oprema (ang. items) je namenjen popisu opreme, ki jih nudi posamezni 
proizvajalec plovil. Tu gre za opremo, ki se pojavi na različnih modelih plovil ene 
skupine proizvajalcev. Skupina proizvajalcev združuje proizvajalce plovil v eno 
zaključeno organizacijo. 
 
Popis opreme se začne z imenom produkta in proizvajalcem produkta. Za to sta 
namenjeni dve vnosni polji. Ker so nekateri izdelki med seboj zelo podobni, sem 
uporabniku omogočil, da izbere predhodno dodan izdelek ter tega z majhnimi 
spremembami dodela in ga shrani kot novega. 
 
Kot vsak izdelek, imajo tudi ti izdelki svojo dokumentacijo in navodila za 
uporabo. Uporabnik ima možnost dodati dokument, ki je na nek način povezan z 
izdelkom. Za dodajanje dokumentov lahko uporabnik uporabi dve različni opciji. Prva 
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je dodajanje iz vrstice, kjer se s klikom na gumb uporabniku odpre pogovorno okno, 
preko katerega doda dokument. Druga možnost je, da preko izbirnika na levi strani 
dostopa do sekcije dokumenti (ang. documents), kar bom podrobneje opisal v 
nadaljevanju.  
 
Za lažjo selekcijo med opremo, ki jo je pri velikih podjetjih izjemno veliko, sem 
dodal izbiro kategorij. Definiral sem nekaj osnovnih kategorij, v katere lahko 
razvrstimo praktično vso opremo, ki jo doda uporabnik. Prav tako sem omogočil 
dodajanje kategorij, ki jih ustvari uporabnik. Če ima posamezni izdelek izbrano katero 
iz pred definiranih kategorij, je le-ta obravnavan kot “preverjen”, saj, kot bom v sekciji 
plovil opisal, ima uporabnik možnost dodajanja opreme preko CSV datoteke. Tej 
opremi se dodeli kategorija “novo” (ang. new) in velja kot nepreverjena oprema. 
Naslednji dve polji sta namenjeni dolžini garancije. Prvo polje je garancija, ki jo 
ponudi proizvajalec izdelka. Drugo polje pa je namenjeno vnosu podaljšane garancije. 
Sledita polji SKU in koda izdelka (ang. product code), ki sta nekakšni 
identifikacijski številki izdelka. 
Vidnost (ang. visibility) izdelka je pri dodajanju pomembna. Uporabnik, ki 
dodaja novo opremo v sistem, si lahko izbere, kateri izmed skupin bo ta oprema 
oziroma izdelek pripadala. Bolj podrobno bom razložil vlogo skupin pod zavihkom 
Uporabniki (ang. users). 
 
Najpomembnejši del sekcije oprema je servisni protokol. Gre za nekakšen 
protokol vzdrževanja, ki je predpisan s strani proizvajalca opreme. Dodajanje temelji 
na vnosu kratkega teksta, ki opisuje za kakšno vrsto servisa gre, npr. servis pri 200 
motornih urah. 
 
Pri dodajanju servisa sem ustvaril vnosno polje, kjer lahko uporabnik na spletu 
najde izvirno kopijo servisnega protokola nekega izdelka ter jih označi, prekopira in 
prilepi v izbirnik. Izbirnik zazna, da gre za več vrstično vsebino in to vsebino razstavi 
po posameznih vrsticah ter ustvari potrditvena polja (ang. checkbox) za vsako vrstico 
posebej. Prav tako lahko uporabnik vnese poljubni tekst, ki se bo pretvoril v 
potrditvena polja. Vrstic je lahko več. Vrstica predstavlja opravilo, ki ga mora serviser 
opraviti pri predpisanem servisu. Pod tem vnosnim poljem se nahaja izbirnik za 
časovni razpon opravljanja servisa. Podprta je možnost izbire med določenim številom 
ur (ang. mileage hours) in starostjo izdelka (ang. item age). V naslednjem izbirniku 
uporabnik izbere periodo servisnega intervala. Možnosti sta vsakih (ang. every) ali pa 
ob (ang. at) določenem številu ur oziroma mesecu. To število uporabnik vnese v 
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naslednjem vnosnem polju. Ta del je zelo pomemben, saj se podjetje Sentinel Marine 
Solutions ukvarja s telemetrijo in beleženjem porabe in uporabe naprav. Tak primer je 
na primer beleženje motornih ur, ki so v panogi plovil pomemben podatek, saj so vsi 
servisi na motorju plovila odvisni od teh. Ker se ta količina meri in ob predpostavki, 
da je uporabnik platforme vnesel servisni interval za motor, ki ga uporablja stranka, se 
ob določeni predpisani vrednosti sproži alarm ter se avtomatično ustvari opravilo (ang. 
Task). Te bom opisal v sekciji opravila. Slika 2 prikazuje postavitev vnosnih polj, s 
katerimi dodajamo servisni protokol. 
Sekcija opreme omogoča tudi dodajanje dokumentov iz vrstice, kar pomeni, da 
uporabniku ni potrebno najprej dodati dokumentov za nek izdelek in ga šele nato 
dodati k opremi, ampak ga lahko doda preko enakega vmesnika kot to stori v sekciji 
dokumenti, s to razliko, da se tukaj pojavi kot dialog. Ta dialog je znana praksa s strani 
spletnih programerjev. Dialog zamegli preostanek strani, v ospredje stopi vsebina, ki 
jo želimo prikazati. Ko se dokument uspešno doda, se le-ta zapre in ponovno vidimo 
vsebino, zabeleženo pred prikazom dialoga. 
 
2.3.2   Dokumenti 
Druga sekcija dokumenti (ang. documents) je namenjena dodajanju 
dokumentov, da jih lahko uporabnik doda k opremi (ang. items). Vsaka oprema ima 
na proizvajalčevi strani dokument, ki je povezan z določenim izdelkom, največkrat so 
to navodila za uporabo. 
Slika 2: Dodajanje servisnega protokola 
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Dokumenti pri posamezni opremi so pomembni še z vidika stranke, ki je lastnik 
plovila; če je le-ta tudi stranka podjetja Sentinel Marine Solutions, ima v spletni 
aplikaciji podjetja na voljo zbrano dokumentacijo za vso prisotno opremo plovila.  
 
Dodajanje dokumentov se začne z vnosom naziva v vnosno polje. Uporabnik 
spletne aplikacije Platform lahko izbira med dodajanjem dokumenta kot datoteke ali 
pa doda vsebino kot povezavo. Vse več izdelkov ima dandanes vsebine, ki morda v 
nekaterih formatih dokumenta niso podprti. Sem spadajo animacije in video vsebine, 
zato sem omogočil tudi dodajanje le-teh.  
 
Za dodajanje datotek dokumentov sem naredil vnosno polje, kjer se ob pritisku 
nanj odpre pogovorno okno, kjer uporabnik izbere datoteko, ki jo želi dodati. Ob izbiri 
lahko doda tudi povezavo, na kateri se nahaja dokumentacija opreme. 
 
Za lažjo izbiro med posameznimi dokumenti, lahko uporabnik le-te označi s 
kategorijami. Nekatere med njimi so vnaprej definirane, če uporabnik ne najde 
ustrezne kategorije, jo lahko tudi ustvari sam. Prav tako so mu na voljo vse kategorije 
dokumentov, ki jih je morda dodal že pri prejšnjih dokumentih. 
Vidnost (ang. visibility) dokumenta je pri dodajanju prav tako pomembna. 
Uporabnik, ki dodaja nov dokument v sistem, lahko izbere, kateri izmed skupin bo ta 
dokument pripadal. Slika 3 prikazuje vnosna polja, s katerimi dodamo dokument. 
Slika 3: Dodajanje dokumenta 
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2.3.3  Modeli 
Modeli (ang. models) so sekcija, kjer uporabnik ustvari šablono plovila. 
Osnovna ideja te sekcije je, da uporabnik ustvari model, ki ima skupne lastnosti z 
modeli plovil, ki jih nek izdelovalec plovil izdeluje. Na primer: podjetje izdeluje 
plovilo z oznako 550, poleg te ima podjetje tudi plovilo z oznako 550XL. Med tema 
dvema ploviloma je veliko podobnosti, enak motorni sklop, enak jambor… Med seboj 
se razlikujeta v podrobnostih, kot so recimo drugačen navigacijski sistem. Ob tem 
uporabnik Platforme lahko še vedno ustvari model 550, ki ima vso opremo enako kot 
550XL. To dodatno opremo, ki je specifična za določen model doda v naslednji sekciji 
z imenom plovila (ang. boats). 
 
V prvem vnosnem polju uporabnik vnese naziv znamke modela, v drugem pa 
vnese naziv modela. Naslednje vnosno polje je izbirnik, kjer uporabnik izbere, v katero 
kategorijo spada plovilo. To je pomembno z vidika naprave za telemetrijo Sentinel 
Marine Solutions, da se v ozadju nastavijo določeni parametri, za bolj natančne 
predikcije in meritve. Uporabnik spletne aplikacije Platform ima na izbiro 7 različnih 
tipov plovil. 
 
Kot neobvezno vnosno polje sem dodal polje, kjer lahko uporabnik pusti 
komentar o samem modelu in njegovih posebnostih.  
 
Kot sem že v opisovanju prejšnjih sekcij namignil, uporabnik v naslednjih dveh 
poljih dodaja in odstranjuje dokumente ter opremo. V ta namen sem ustvaril izbirnik 
opreme, kjer uporabnik doda opremo, ki jo je predhodno dodal v sekciji oprema. Prav 
tako sem omogočil dodajanje iz vrstice ob pritisku na gumb. Ko si uporabnik izbere 
opremo, se ta pojavi pod samim izbirnikom, kjer si lahko ogleda podrobnosti 
posamezne opreme oziroma izdelka. Če se uporabnik zmoti in doda napačen izdelek, 
lahko tega odstrani. 
 
Ob dodajanju opreme in dokumentov se lahko zgodi, da dobi uporabnik ob 
spreminjanju opreme in dokumentov opozorilo, da že obstaja plovilo s tem modelom. 
Ob tej situaciji je uporabnik seznanjen, da bo spreminjanje modela vplivalo samo na 
nova plovila, ki bodo ustvarjena s tem modelom. 
 
Dodajanje dokumentov je urejeno na enak način kot dodajanje opreme. 
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2.3.4  Plovila 
Gre za najobsežnejšo sekcijo med vsemi v zavihku “Builder”. V tej sekciji 
uporabnik doda plovilo, ki dejansko obstaja ter to poveže s šablono iz sekcije modeli 
(ang. models). Ena izmed najpomembnejših funkcionalnosti v tej sekciji za podjetje 
Sentinel Marine Solutions je povezava plovila ter serijske številke naprave za 
telemetrijo. S tem, ko uporabnik to naredi, lahko lastnik plovila že spremlja aktualne 
podatke in njihovo zgodovino. 
 
Začetno vnosno polje predstavlja vpis podatkov o plovilu. To sta zaporedna 
številka modela (ang. slot number) in serijska koda HIN. Princip HIN kode je enak kot 
VIN koda pri avtomobilski industriji. Gre za unikatno kodo, preko katere lahko 
pridobimo vse podatke o plovilu. Zaporedna številka je številka, s katero proizvajalec 
plovil označi zaporedno število modelov. Začne se z znakom # in zaporednim številom 
modela (npr. #12). 
 
V naslednjem polju uporabnik odpre izbirnik serijske številke naprave 
telemetrije. Gre za seznam, ki se pred izpolni, uporabnik pa s klikom na serijsko 
številko doda napravo. Vsa tri zgornja polja so obvezna. To pomeni, da uporabnik ne 
more uspešno končati konfiguracije plovila, brez da bi izpolnil ta polja. 
 
Naslednji izbirnik je namenjen izbiri modela, ki ga je uporabnik predhodno 
dodal v sekciji modeli. Ob izbiri modela se uporabniku prikažejo podatki o modelu, 
kamor spada vsa oprema, ki je bila predhodno dodana. To poimenujemo kot 
standardna oprema (ang. standard equipment) in standardna dokumentacija (ang. 
standard documentation).  Ob tem lahko s klikom na ime izdelka oziroma dokumenta 
preveri, če gre za pravilno dodane vsebine. Na levi strani standardne opreme se prikaže 
tudi ikona, ki ponazori kategorijo opreme. Ta način je uporabljen predvsem zaradi 
lažje preglednosti, katere vrste izdelki so dodani. Ker je lahko posameznih izdelkov 
več, eno plovilo ima namreč lahko več motorjev, sem združil vse motorje z enako 
identifikacijsko številko. 
 
Nestandardna oprema je oprema, ki se razlikuje od modela do modela plovila, 
ter od želja samega lastnika plovila. Na tej točki sem moral zagotoviti dodajanje le-te. 
Gre za izbrinik, ki je podoben tistemu pri izbiri opreme v modelih. Ima določene 
prilagoditve glede na uporabnost. Izdelki so združeni po identifikacijski številki, zato 
ima posamezno plovilo več enakih izdelkov. S tem, ko sem združil izdelke v skupine, 
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sem pridobil na prostoru ter pri optimizaciji nalaganja spletne aplikacije. Izdelki so 
ločeni na tako imenovane preverjene, to so izdelki, ki nimajo kategorije “novo” (ang. 
new), temveč imajo eno izmed kategorij, ki so pred definirane. Ker ima vsako plovilo 
vsaj en izdelek iz kategorije motorja (ang. engine), črpalke za vodo (ang. bilge), 
baterije (ang. battery) in prikazovalnika (ang. display), sem prikazal tekst, ki opozarja 
uporabnika, ki dodaja opremo, da bo plovilo nepopolno, če ne doda opreme s prej 
omenjenimi kategorijami. Omogočil sem tudi dodajanje opreme iz vrstice. 
 
Na prošnjo nekega partnerja sem ustvaril uvoz opreme preko CSV datoteke. Sam 
potek uvoza poteka na način, da ko uporabnik klikne na gumb za uvoz (ang. import), 
se mu prikaže izbirno okno za izbiro datoteke CSV. Ob potrditvi se datoteka pošlje na 
strežnik, kjer se “prevede“ v standardni JSON objekt (ang. JavaScript Object Notation) 
in kot odgovor na POST prošnjo, vrne JSON objekt vse prepoznane opreme. Te so 
ločene v tri skupine. Prva je oprema, ki je že dodana na plovilo, druga je oprema, ki je 
označena s kategorijo “none“, tretja pa oprema, ki je dodana na novo. Glede na opremo 
preračunam statistiko, katera oprema bo dodana. 
 
V naslednjem polju lahko uporabnik doda dokumente, ki so specifični za samo 
plovilo. Največkrat se tu pojavijo razni računi, garancijski listi… 
 
Polja v nadaljevanju so namenjena partnerjem podjetja, ki je proizvajalec tega 
modela. Eden izmed naslednjih polj je pooblaščeni prodajalec (ang. sales partner), 
drugi pa pooblaščeni serviser (ang. service partner) 
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2.4  Zavihek “Tasks” 
Zavihek opravil (ang. tasks) je namenjen prej omenjenim servisnim intervalom 
iz sekcije oprema in opravilom, ki so lahko poljubnega značaja. Opravila iz sekcije 
oprema temeljijo na načinu, da se sprožijo in ustvarijo avtomatsko. Druga vrsta opravil 
so opravila, ki jih lahko uporabnik ustvari poljubno, s tem da mora uporabnik izpolniti 
polja, ki jih bom opisal v nadaljevanju. Ta zavihek je namenjen predvsem serviserjem, 
ki so del platforme kot posebne vrste uporabnikov. Uporabniško strukturo bom 
podrobneje opisal v sekciji Uporabniki. 
 
Opravila, ki se sama ustvarijo, so del sekcije oprema, v kateri je uporabnik 
definiral servisni protokol nekega izdelka. Ko se izbrana količina (starost izdelka ali 
časovna uporaba izdelka) približuje vrednosti servisnega protokola, se ustvari 
opravilo, ki je vezano na pooblaščenega serviserja, ki je bil dodeljen v sekciji plovil. 
Pooblaščeni serviser je zavezan k temu, da bo opravljal servisna dela na plovilih, ki so 
mu bila dodeljena. Glede urnika, kdaj se bo delo na plovilu opravljalo, se pooblaščeni 
serviser dogovori s stranko v sekciji sporočil (ang. messages). 
 
Podobno velja tudi za opravila, ki so bila dodana kot poljubna, s to razliko, da si 
serviserja uporabnik izbere po svoji želji. 
 
Pregled vseh obstoječih opravil je narejen na način, kot v zavihku “Builder”. Na 
prvi strani je seznam vseh obstoječih opravil, ki so urejeni po statusu od še ne začetih 
do zaključenih. Na voljo je ustvarjanje novega opravila ter urejanje le-tega. Predogled 





Slika 4: Prazen seznam opravil 
14 Predstavitev konceptov uporabe spletne aplikacije 
 
 2.4.1  Ustvarjanje in urejanje opravila 
Opravilo ustvarimo in urejamo v enakem formatu. To pomeni, da so vnosna 
polja enaka pri ustvarjanju in urejanju opravila s to razliko, da ko urejamo opravilo, so 
ta že izpolnjena z vsebino. 
 
Prvo polje je namenjeno vnosu naslova opravila. Naslednje polje determinira 
stadij samega opravila, še ni začet (ang. not started), v delu (ang. in progress) in 
zaključen (ang. completed). Polje datum dokončanja določa, v kakšnem časovnem 
obsegu mora biti opravilo dokončano. Polje trajanje pa pove, koliko časa bo 
predvidoma serviser oziroma izvajalec porabil za dokončanje del. Naslednje polje 
definira stopnjo nujnosti opravljanja opravila. Vrednosti so med 1 in 4, kjer je 1 
najmanjša stopnja in 4 največja. 
 
Polje pooblaščeni serviser (ang. servicing partner) je namenjen izbiri podjetja, 
kateremu želimo dodeliti opravilo. Ko izberemo ustrezno podjetje, se nam odpreta še 
dve vnosni polji. Pri prvem določimo posameznika v podjetju, se pravi izvajalca. Pri 
tej možnosti imamo tudi možnost vnosa elektronskega naslova, če uporabnik ne 
obstaja. V drugem polju pa določimo plovilo, na katerem se bodo dela izvajala. 
 
Sledi še polje, kjer lahko uporabnik vnese splošen komentar o opravilu. 
 
Med najpomembnejša polja spada vnosno polje, kjer uporabnik vnese 
posamezna opravila. Gre za enak postopek kot pri dodajanju servisnega intervala pri 
opremi. Uporabnik lahko doda posamezno opravilo z vnosom posamezne vrstice ali 
pa prilepi besedilo, ki je lahko več vrstično in algoritem v ozadju poskrbi, da se 
posamezne vrstice pravilno razčlenijo. 
  
Urejanje opravila poteka na enak način. 
2.4.2  Reševanje opravila 
Ko rešujemo opravilo, imamo strukturo samih vnosnih polj enako kot pri 
urejanju in ustvarjanju novega opravila. S to razliko, da se tu namesto vnosnih polj 
prikaže vrednost polj, naslov, status… Na tem mestu bi rad izpostavil, da smo se v 
podjetju Sentinel Marine Solutions odločili, da bi radi ločili preverjene uporabnike, ki 
so tudi naše stranke, od uporabnikov, ki niso del spletne aplikacije Platform. S tem 
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razlogom sem ustvaril dve različni strani, ki imata enake funkcionalnosti, s to razliko, 
da imata drugačen uporabniški vmesnik. 
 
Dostop do opravljanja opravil za zunanje izvajalce, ki ne uporabljajo platforme 
je urejen na način, da ob dodelitvi dobijo na elektronsko pošto unikatno povezavo, s 
katero lahko dostopajo do opravila. Za uporabnike, ki pa imajo dostop do spletne 
aplikacije Platform je dostop urejen preko nje.  
 
Uporabnik opravilo rešuje s pomočjo vnosnih polj, ki so bila predhodno 
ustvarjena. Ta so sedaj postala potrditvena polja z dvema možnostima, bodisi naloga 
opravljena ali neopravljena. Poleg omenjenih lahko pooblaščeni serviser pripiše 
komentar. 
 
Ko je pooblaščeni serviser zaključil z opravljanjem vseh zadanih nalog (ni nujno, 
da so vse dokončane), lahko zaključi opravilo. Pri tem lahko doda še priponko, ki je 
lahko dokument (račun) ali pa fotografijo. Ko je opravilo enkrat zaključeno, se ga ne 
da več spreminjati. Podobne akcije so na voljo tudi uporabnikom, ki niso del spletne 
aplikacije. Slika 5 prikazuje primer opravila. Na vrhnji sekciji se nahajajo osnovni 
podatki, spodaj pa opravila, katera mora pooblaščenec opraviti.  
 
Slika 5: Primer reševanja opravila 
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2.5  Zavihek “Data” 
Zavihek data je namenjen prikazovanju lokacije posameznega plovila. Cilj 
prikaza podatkov v zavihku Data je, da lahko uporabnik spletne aplikacije vidi, kje se 
trenutno nahaja(jo) plovila, ki jih ima trenutno pod svojim okriljem. Število plovil, ki 
jih ima uporabnik pod svojim okriljem, je odvisno od vloge, ki jo opravlja v spletni 
aplikaciji Platform. 
 
Uporabniški vmesnik sem zasnoval v treh kolonah. Na skrajni levi strani se 
nahaja izbirnik plovila in datuma. Ta dva sta namenjena izbiranju točno določenega 
plovila, za katero želi uporabnik pogledati zgodovino podatkov o lokaciji in tipal. 
Uporabnik ima tudi možnost izbire časovnega obdobja, za katerega želi pogledati 
podatke. Ob izbiri obeh parametrov se pod obema izbirnikoma prikaže seznam vseh 
tipal, ki so bila takrat na voljo. Uporabnik lahko izbere več tipal hkrati in se bodo 
vrednosti le-teh prikazale pod zemljevidom. 
 
Na sredini se nahaja zemljevid, ki prikazuje zgodovino lokacije plovila, primer 
je prikazan na sliki 6. Pod zemljevidom se nahaja graf, ki prikazuje vrednosti tipal, če 
so bila ta aktivna v izbranem časovnem obdobju. 
 
Slika 6: Zemljevid in graf 
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Ti dve komponenti sodelujeta med seboj, saj se ob preletu zemljevida s 
kurzorjem na zemljevidu prikaže marker, ki nakazuje, kakšna je bila izmerjena 
vrednost na določeni lokaciji. 
Na desni strani so prikazani vsi alarmi, ki so se sprožili v tem časovnem obdobju 
na tem plovilu. Ti se sprožijo ob alarmni vrednosti glede na posamezno tipalo. Seznam 
alarmov je paginiran. Ob izbiri tipal na skrajni levi strani, se seznam alarmov skrči le 
na tiste, ki so relevantni za to tipalo. Tudi na grafu se prikaže ta prekoračena vrednost 
kot notacija. Gre za zelo uporabno funkcionalnost, saj lahko uporabnik na ta način 
spremlja tendenco spreminjanja tipala v času ter prostoru. 
 
2.6  Zavihek “Messages” 
Zavihek Sporočila (ang. messages) je namenjen komunikaciji med uporabnikom 
spletne aplikacije in stranko. Sporočila delujejo na tehnologiji elektronske pošte, kjer 
smo pri podjetju Sentinel Marine Solutions uporabili servis MailGun, preko katerega 
lahko sledimo pogovoru, ne glede na to ali se ta odvija v zavihku sporočil ali pa pri 
prevzetem odjemalcu elektronske pošte. 
 
Kot sem že omenil, je glavna funkcionalnost zavihka sporočil komunikacija. 
Sama struktura sporočil je taka, da je na levi strani seznam vseh prejetih sporočil. 
Sporočila se med seboj razlikujejo po tipu, pošiljatelju, serijski številki naprave in 
naslovniku.  
Tipi sporočil, ki so na voljo, so trije: 
• prošnja za podporo (ang. support request). Ta vrsta je namenjena 
predvsem strankam, ki so naletele na katerokoli napako na svojem 
plovilu. Napako sporočijo svojemu pooblaščenemu serviserju, ta se 
preko zavihka Sporočil odzove in reši napako. 
• Zahteva po storitvi (ang. service request). Ta je podobna prejšnji, s to 
razliko, da je ta vezana na tekoče servise, ki se izvajajo na plovilu. Te se 
sprožijo avtomatsko. 
• Vloga za predajo plovila (ang. commissioning). Gre za ustaljeno prakso 
pri proizvajalcih plovil, da se ob predaji plovila omogoči pregled kupcu, 
da se prepriča o brezhibnosti in ustreznosti plovila. Ob tej vrsti sporočila 
omogočamo komunikacijo med osebo, ki predaja plovilo in kupcem 
plovila. Ob predaji se izpolni dokumentacija s strani kupca in se nato 
naloži v spletno aplikacijo Platform ter doda na plovilo kot dokument. 
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Na desni strani pa se nahaja vsebina posameznega sporočila. V zgornji vrstici se 
nahajata podatka o zaporedni številki sporočila in o stanju. Stanje sporočila določa ali 
je bila komunikacija med stranko in uporabnikom spletne aplikacije že zaključena ali 
pa je ta še aktivna. 
 
Pri sporočilu tipa “vloga za predajo plovila“ in “zahteva po storitvi“  je naslednja 
vrstica nekoliko drugačna, saj se tam nahaja povezava za dostop do opravila, ki je 
vezan na sporočilo. V tej vrstici se nahajajo tudi osnovni podatki o samem opravilu, 
kot so: zaključenost opravila v odstotkih, statusu in kdo je zadolžen za izvajanje 
opravila. Ko je opravilo zaključeno in uporabnik želi zapreti sporočilo, se pojavi 
pogovorno okno, preko katerega lahko uporabnik doda kratek opis, s katerim lahko 
opiše posebnosti tega sporočila in doda datoteko. Pri dodajanju datotek je mišljeno 
dodajanje računov in potrdil o uspešnosti opravljanja opravila. 
 
Pri vseh tipih sporočil se pod zgornjo vrstico pojavi komunikacija sporočil med 
uporabnikom in stranko. Uporabnik ima poleg komunikacije s stranko omogočeno tudi 
dodajanje posameznih zapisov, ki so namenjeni samo njemu in jih stranka ne bo videla. 
Kot sem že omenil, je glavna lastnost komunikacija s stranko. Ta je na voljo 
uporabniku na dnu vsakega sporočila. Ima možnost odgovora stranki in dodajanja 
zapisov. 
Ob vsakem sporočilu lahko uporabnik doda tudi priponko, ki je lahko v obliki 
fotografije ali dokumenta. 
 
2.7  Zavihek “Users” 
Zavihek uporabniki (ang. users) je namenjen manipulaciji z uporabniki spletne 
aplikacije Platform. Glavni namen zavihka je ta, da lahko obstoječi uporabnik doda 
oziroma povabi nove uporabnike in jim dodeli eno izmed prevzetih vlog. Prav tako 
ima oseba, ki je zadolžena za manipulacijo z uporabniki možnost odstranjevanja le-
teh. 
 
Pravice v spletni aplikaciji Platform igrajo veliko vlogo, saj imajo uporabniki na 
podlagi tega omejen dostop do določenih funkcionalnosti. Vloge, katere lahko 
uporabnik upravlja v sami spletni aplikaciji so vnaprej določene, saj tako zmanjšamo 
kompleksnost implementacije spletne platforme in se s tem izognemo napakam. To je 
zelo pomembno iz uporabniške izkušnje uporabnika, da vse funkcionalnosti, ki so mu 
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dodeljene, delujejo. Poleg tega pa nima dostopa do funkcionalnosti, ki mu niso 
dodeljene in s tem ne more povzročiti škode ostalim uporabnikom spletne aplikacije. 
Trenutna implementacija spletne aplikacije omogoča razširitev v prihodnosti, da bo 
lahko en uporabnik določil drugemu poljubno vlogo.  
 
Nov uporabniški vmesnik je definiran kot seznam vseh skupin, v katerih je 
uporabnik tudi član. Vsak uporabnik ima možnost dodajanja svoje skupine, kjer ima 
on najvišjo pravico in nato lahko povabi svoje sodelavce oziroma podrejene 
uporabnike v skupino, katerim lahko nato dodeli eno izmed prej določenih vlog. 
 
Poleg posamezne skupine lahko uporabnik ureja ime skupine ali pa jo odstrani. 
To akcijo lahko izvede, če ima ustrezne pravice. Pravice so velik del zavihka “Users“, 
saj je vsebina na podlagi tega prikazana uporabniku. Novega uporabnika lahko 
dodamo pod imenom vsake skupine, kjer se prikaže vnosno polje za vnos elektronske 
pošte ter izbiro vloge. Pod obema poljema se nahaja gumb povabi (ang. invite), s 
katerim pošljemo vabilo osebi na njegov elektronski naslov. Pod vnosnima poljema se 
nahaja še seznam vseh trenutnih uporabnikov, ki so v skupini. Ti so urejeni po vlogi v 
skupini ter po tem ali so povabilo sprejeli ali ne. Če smo lastniki same skupine, lahko 
tudi posamezne že povabljene uporabnike odstranjujemo iz skupine. 
 
Če uporabnik, ki ga je nek drug uporabnik povabil v svojo skupino še nima 
uporabniškega računa na spletni aplikaciji, dobi na elektronski naslov unikatno 
povezavo, preko katere se lahko registrira. 
Slika 7: Primer zavihka "Users" 
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2.7.1  Dealers 
Sekcija prodajalcev (ang. dealers), je namenjena vsem proizvajalcem, ki 
ponujajo svoje storitve. Lahko so del večjih podjetij, ali pa so samostojna podjetja. 
Največkrat so del večjih podjetij, zato jih le-te dodajo oziroma povabijo v spletno 
aplikacijo. Uporabnik, ki je povabljen, ustvari račun podjetja, v katerem navede 
podatke o svojem podjetju. Omogočeno mu je tudi dodajanje svojih sodelavcev. 
 
Sama struktura sekcije prodajalcev je podobna, kot smo jo srečali v ostalih 
zavihkih, predvsem tistih, kjer se dodaja opremo, dokumente, modele in plovila. Na 
začetku nas pričaka seznam vseh že dodanih prodajalcev. Ta je odvisen od dovoljenj, 
ki jih ima uporabnik. Na primer: podjetje, ki je povabilo svoje prodajalce, vidi vse 
povabljene, ki so si uspešno ustvarili račun. Prodajalec, ki je ustvaril račun, vidi samo 
svoje zastopstvo. 
 
Ker je sama struktura podobna, je tu na voljo tudi pregled posameznega 
zastopništva. Tu se prikaže posamezna informacija, ki jo je podal prodajalec. Po 
strukturi je ta enaka ustvarjanju in urejanju zastopništva. 
 
2.7.1.1 Ustvarjanje in urejanje zastopništva 
Tu se struktura od prej omenjenih sekcij nekoliko razlikuje. Ta je razdeljena na 
dve podsekciji. V prvi prodajalec poda osnovne podatke o zastopstvu. To je ime 
podjetja, ime podjetja za katerega podjetje nudi zastopstvo ter podatke o lokaciji in 
kontakt. Ob dodani elektronski pošti se avtomatsko doda tudi uporabnik s to 
elektronsko pošto. Dokler je naveden ta kontakt, ga uporabnik ne more izbrisati. 
 
Kot sem že omenil, je druga podsekcija namenjena dodajanju zaposlenih v 
zastopstvu. Zaposlene se doda na podlagi vpisa elektronske pošte, na katero nato 
zaposleni dobi sporočilo in unikatno povezavo, s katero lahko ustvari račun za spletno 
aplikacijo. 
 
Urejanje poteka na enak način kot ustvarjanje, s to razliko, da so podatki 
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2.7.2 Ponudniki storitev 
Sekcija ponudnikov storitev (ang. service professionals), je namenjena vsem 
ponudnikom storitev, ki ponujajo svoje storitve strankam. Te so lahko raznovrstne, na 
primer podjetje nudi storitve servisa plovil, drugo podjetje pa strankam nudi varovanje 
plovila. 
2.7.2.1 Ustvarjanje in urejanje ponudnika storitev 
Struktura dodajanja in urejanja je enaka sekciji prodajalcev. Ta je razdeljena na 
dve podsekciji. V prvi uporabnik poda osnovne podatke o podjetju, ki nudi neko 
storitev. To je ime podizvajalca, lokacija in kontakt ter ime podjetja, za katerega 
podjetje nudi storitve. Ob dodani elektronski pošti se avtomatsko doda tudi uporabnik 
s svojim elektronskim naslovom. Dokler je naveden ta kontakt, ga uporabnik ne more 
izbrisati. Na to pošto nato zaposleni dobi sporočilo in unikatno povezavo, s katero 
lahko zaposleni ustvari račun za spletno aplikacijo. 
 
Urejanje poteka na enak način kot ustvarjanje, s to razliko, da so podatki 
predhodno izpolnjeni, glede na to, katero podjetje želi uporabnik urediti.
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3  Izdelava spletne aplikacije Platform 
V naslednjem poglavju bom opisal, kako sem izdelal in tekom razvoja 
dopolnjeval spletno aplikacijo Platform do te mere, da je ta prišla v fazo testiranja. V 
podjetju Sentinel Marine Solutions smo skupaj odpravili večje pomanjkljivosti, 
nadgradili ostale in pripeljali spletno aplikacijo tako daleč, da smo jo lahko predstavili 
javnosti. Ta je danes na voljo v produkcijski verziji partnerskim podjetjem Sentinel 
Marine Solutions. 
 
Prav tako bom v tem poglavju opisal vse prepreke, s katerimi sem se srečal 
tekom izdelave spletne aplikacije Platform in zanimive dele kode programskega jezika 
JavaScript. Pod naslovom “Uporabljene tehnologije” sem že omenil tehnologije, 
katere sem uporabil za izdelavo spletne aplikacije. Glavno od vseh, VueJS, bom 
podrobneje opisal v nadaljevanju. 
 
Za razvoj spletne aplikacije sem uporabil operacijski sistem Linux distribucije 
Ubuntu verzije 19.10. Ta operacijski sistem uporabljam, ker ima dobro podporo s 
strani istoimenskega podjetja in se večina razvoja spletnih aplikacij razvija prav na 
tem operacijskem sistemu. Sama razvijalska skupnost je zelo močna, kar omogoča, da 
se je razvilo veliko vtičnikov ter ostalega programja, ki programerjem in ostalim 
uporabnikom olajša vsakdanje delo. 
 
Za sam razvoj spletne aplikacije sem uporabljal razvojno orodje Visual Studio 
Code, ki služi kot urejevalnik kode. Za ta urejevalnik sem se odločil, ker se od ostalih 
razlikuje po tem, da se ga lahko prilagodi po svojih potrebah in omogoča širok spekter 
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Ker gre za razvoj spletne tehnologije, sem potreboval tudi spletni strežnik. 
Spletni strežnik, ki sem ga uporabil, je že del razvojnega ogrodja (ang. framework) 
VueJS. Razvojno ogrodje VueJS ima tudi svoj vmesnik ukazne vrstice (ang. 
Command-Line Interface) z imenom Vue CLI. Vmesnik ukazne vrstice uporabnikom 
omogoča lokalni strežnik (ang. localhost), ki se ob vsaki spremembi v kodi posodobi 
in tako lahko na zaslonu opazujemo spremembe, ki jih delamo. Prav tako nam 
omogoča avtomatsko urejanje shranjene kode, kar pomeni, da vsakič, ko shranimo 
urejeno kodo se le-ta uredi tako, da imamo pravilno urejeno kodo z enakomernimi 
razmaki in tabulatorji po specifikacijah programskega jezika JavaScript. Ob namestitvi 
dodatka ESLint z Vue CLI nam ta omogoča lažjo diagnostiko ter hitrejšo odpravo 
potencialnih napak v sami kodi. Dodatek Babel nam omogoča uporabo zadnje različice 
programskega jezika JavaScript. 
 
Vuex je dodatek VueJS, ki služi kot globalna rešitev pomnjenja vrednosti 
spremenljivk. Gre za zelo močno razvojno orodje, ki nudi razvijalcem globalni pregled 
nad dogajanjem pri sami spletni aplikaciji. 
 
Kot vsaka spletna stran, sem tudi sam v svojem projektu uporabil označevalni 
jezik HTML ter jezik CSS, ki je namenjen oblikovanju vsebine in spreminjanju stila 
spletne strani.  
 
HTML (ang. Hyper Text Markup Language) je označevalni jezik za izdelavo 
spletnih strani. S HTML značkami, ki so vnaprej definirane, ustvarimo osnovni 
dokument, kateri je osnova vsake spletne strani. Sintakso HTML jezika prepoznamo 
po značkah zapisanih v špičastih oklepajih, na primer kot <p>. 
 
CSS (ang. Cascading Style Sheets) je jezik, ki se uporablja za oblikovanje 
HTML vsebine. Pri tem projektu sem uporabil izpeljanko CSS jezika, SASS. Gre za 
predprocesor jezika CSS, ta nam omogoča veliko bolj fleksibilno urejanje z datotekami 
ter nam nudi veliko več funkcionalnosti kot sam CSS. 
 
Kot sem že v prejšnjem odstavku omenil, sem za razvojno ogrodje uporabil 
VueJS, ki temelji na programskem jeziku JavaScript. Gre za dokaj priljubljeno 
razvojno ogrodje med razvijalci, odlikuje ga predvsem praktičnost uporabe ter hitrost. 
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JavaScript je jezik, ki je zelo popularen programski jezik, z zelo veliko 
skupnostjo ljudi, ki ga uporabljajo na dnevni bazi. V zadnjih letih se je JavaScript zelo 
razvil, na začetku se je uporabljal samo za razvoj spletnih aplikacij, predvsem 
vizualnih, danes pa se je preselil tudi na samo zaledje, kjer je možno z njim 
manipulirati tudi s podatki v podatkovnih zbirkah. Kot kaže trend, bi se lahko ta razširil 
tudi na mikrokrmilnike, kjer za zdaj prevladuje programski jezik C ter njegove 
izvedenke. 
 
Ker gre za nov projekt, sem uporabil tudi E2E testiranje (ang. end to end testing). 
S tem sem poskrbel, da z novimi posodobitvami kode nisem pokvaril stare. Lahko gre 
tu samo za pokvarjen izgled (npr. teksti niso na mestu kot smo želeli) oziroma za 
logiko spletne aplikacije (npr. števec na strani dobi vrednost 5 namesto 3). Za E2E 
testiranje sem uporabil priljubljen pripomoček Cypress, ki temelji na programskem 
jeziku JavaScript. To poteka tako, da napišemo primerne teste za vsako podstran 
spletne aplikacije, nato jih poženemo in ugotovimo, ali smo z novo posodobitvijo kode 
kaj pokvarili. 
 
3.1  Ogrodje VueJS 
VueJS je ogrodje priljubljenega skriptnega jezika JavaScript in je eden izmed 
treh najbolj priljubljenih ogrodji za izdelavo spletnih aplikacij. Prva različica ogrodja 
VueJS je izšla leta 2014. Gre za odprtokodno rešitev, to pomeni, da ima dostop do 
izvorne kode vsak. Ogrodje je zato med razvijalci priljubljeno, saj je poleg 
odprtokodnosti majhen, kar pripomore k sami hitrosti in odzivnosti spletne aplikacije. 
Poleg tega je za nekoga, ki ima izkušnje v izdelavi spletnih aplikacij, dokaj preprost. 
V spletni aplikaciji Platform sem uporabil verzijo 2.6. Tekom leta 2020 pričakujemo 
verzijo 3.0, ki bo prinesla obilo sprememb. 
 
Ogrodje VueJS temelji na sodobnem načinu ustvarjanja uporabniških 
vmesnikov, ki temeljijo na tako imenovanih komponentah. To so manjši kosi, ki nato 
tvorijo celoto. Poleg komponent je tu še princip enostranske spletne strani (ang. single-
page application). Ta se je uveljavil z razvojem skriptnega jezika JavaScript. Temelji 
na tem, da sama spletna aplikacija in brskalnik komunicirata med seboj in s tem 
poskrbita, da ob uporabniški interakciji steče komunikacija med njima in prikažeta 
izbrano vsebino. Ob interakciji na povezavo (npr. gumb tipa <a>) se v ozadju prepiše 
osnovna datoteka vsake spletne strani oziroma spletne aplikacije index.html, z 
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vsebino, ki je del te povezave, preko katere želi uporabnik dostopati do vsebine. S tem 
konceptom je uporabniška izkušnja boljša, saj uporabnik ne izkusi nalaganja strani, pa 
čeprav ima lahko le-ta slabo internetno povezavo. Pri ostalih spletnih straneh, 
predvsem tistih starejšega tipa lahko opazimo, da se pri interakciji na povezavo (npr. 
gumb tipa <a>) vedno naloži celotna spletna stran iz strežnika in je to lahko za samo 
uporabniško izkušnjo zelo moteče, sploh pri tistih s počasnejšo internetno povezavo. 
 
Datoteke, ki so del ogrodja VueJS, prepoznamo s končnico .vue. Ta datoteka 
ima posebno strukturo pisanja kode. Gre za dokaj nenavaden in svojevrsten način, saj 
je v eni datoteki združena koda označevalnega HTML, ki je eden izmed osnovnih 
gradnikov vsake spletne strani in spletne aplikacije. V tej datoteki je tudi logika, 
napisana v programskem jeziku JavaScript, ali pa njegovi priljubljeni izvedenki 
TypeScript. Poleg obeh omenjenih je tu še oblikovalski jezik CSS, s katerim 
oblikujemo vsebino označevalnega jezika HTML. VueJS nam tu ponuja tudi 
priljubljene predprocesorje oziroma postprocesorje CSS, ki nam omogočajo močnejšo 
orodje za manipulacijo nad oblikovalsko vsebino. Sam sem uporabil predprocesor 
SASS, ki nam omogoča delo s spremenljivkami in še veliko več. 
 
V projektu izdelave spletne aplikacije Platform sem uporabil tudi nekaj 
uporabnih razširitev, ki so bile razvite s strani razvijalcev iz vsega sveta. Te rešitve so 
zastonjske in odprtokodne ter so na spletu dostopne vsakomur. Gre za razširitve, ki so 
lahko bile razvite za ogrodje VueJS, ali pa je nek razvijalec prilagodil neko drugo 
rešitev, da je le-ta kompatibilna z ogrodjem VueJS. 
 
Naj omenim nekaj izmed rešitev, ki sem jih uporabil v tem projektu: 
• Vue Router, 
• Vuex, 
• Vuetify, 




Vue router je razširitev za ogrodje VueJS, ki skrbi za navigacijo in usmerjanje 
uporabnika ob interakciji. Gre za celovito razširitev, ki nudi razvijalcu sodobne 
smernice razvoja enostranskih spletnih strani. Razširitev ima kup uporabnih 
funkcionalnosti, ki razvijalcu močno olajšajo delo. 
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V svojem projektu sem uporabil razširitev Vuex. Gre za priljubljeno rešitev, saj 
razvijalcu omogoča možnost do dostopanja do globalnih spremenljivk in klicu 
posameznih funkcionalnosti, ki jih je uporabnik napisal v programskem jeziku 
JavaScript. Vuex ima lahko mnogo posameznih instanc, vsaka instanca pa ima enako 
začetno predlogo. Ta vsebuje akcije (ang. actions), mutacije (ang. mutations) in stanja 
(ang. state). Pri akcijah uporabnik definira vse metode, ki so asinhronega tipa. To 
pomeni, da se te metode ne izvajajo zaporedno. Največkrat se v akcijah pojavijo 
metode, ki kličejo zaledje (ang. backend) in želijo pridobiti podatke. Akcije kličemo z 
metodo “dispatch“. Mutacije so skupek metod, kjer uporabnik nastavlja stanja. Najbolj 
pogosta praksa je, da mutacije dobijo podatke od akcij preko stavka “commit“. Stanja, 
ki so posledica mutacije, so nekakšni globalni objekt, ki je na voljo preko celotnega 
projekta z metodo “getters“. Če uporabnik pritisne gumb F5, kar sproži, da se spletna 
aplikacija osveži (ang. refresh), se izgubijo vsa stanja. 
 
Vuetify je razširitev za ogrodje VueJS, ki ponazarja oblikovalske smernice s 
strani znanega koncepta material design. Gre za oblikovalske smernice, ki jih je 
predstavilo podjetje Google v svojih izdelkih kot so operacijski sistem Android, 
odjemalec za elektronsko pošto Gmail… Vuetify je skupek direktiv in komponent, ki 
uporabniku pomagajo oblikovati vsebino po konceptu material design. Gre za zelo 
priročno in močno razvijalsko orodje. Od ostalih podobnih orodji se razlikuje po tem 
da je zelo prilagodljiv in ima močno podporo s strani razvijalske skupnosti. 
 
Google maps Platform je vmesnik, kjer so zbrane vse informacije za delo z 
zemljevidi. Te sem samostojno integriral v spletno aplikacijo Platform s pomočjo 
dokumentacije, ki je na voljo na prej omenjeni spletni strani. 
 
Cypress je orodje za testiranje spletnih aplikacij. Gre za E2E (ang. end to end) 
testiranje, kar pomeni, da testiramo dejanski odziv na spletni aplikaciji in ne samo 
posamezne dele kode, kot to omogoča “unit testing“. Gre za močno orodje, kjer s testi, 
ki jih napiše uporabnik, preverimo, če je ob spremembah prišlo do kakšne napake na 
izgledu oziroma funkcionalnosti. Struktura kode E2E testiranja je podobna vrsti “unit 
testing“. Razlika je nato v uporabniškem vmesniku, ki je pri E2E testiranju drugačen, 
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3.2  Izvedba spletne aplikacije Platform 
V naslednjih odstavkih bom opisal strukturo spletne aplikacije, izvedbo, 
zanimive dele in probleme, s katerimi sem se soočil ob izdelavi. 
 
3.2.1 Struktura spletne aplikacije 
Kot sem že omenil, sem v tej spletni aplikaciji uporabil ogrodje VueJS, ki je 
glavni gradnik. Samo ogrodje narekuje strukturo izdelka. Posamezna stran je 
sestavljena iz enega pogleda (ang. view). V enem projektu je seveda lahko več 
pogledov, eden za prijavo, drugi za domačo stran, tretji za registracijo… Največkrat je 
posamezni pogled sestavljen iz več komponent (ang. components). Na tem mestu bom 
prikazal tudi hierarhijo med posameznimi komponentami.  
Pogled ima navadno najvišjo vlogo v hierarhiji, tako imenovano starševsko (ang. 
parent). Vse komponente, ki so del posameznega pogleda, imajo nižjo vlogo v 
hierarhiji. To so tako imenovani otroci pogleda (ang. child). Posamezna komponenta 
se lahko pojavi v večih pogledih, največkrat kot otrok. Na primer: imamo stran za 
prijavo, to tretiramo kot pogled. V tem pogledu smo dodali komponento, ki predstavlja 
gumb modre barve. Enak gumb lahko dodamo tudi v pogledu registracije, oziroma 
katerem koli drugem pogledu. Lahko je struktura tudi bolj kompleksna, recimo tako, 
da imamo komponento v komponenti in tako dobimo drevesno strukturo. Kakor 
vidimo na sliki 8, je spletna aplikacija Platform sestavljena iz petih osnovnih pogledov. 
Ti so nato razdeljeni na posamezne komponente. 
Slika 8: Poenostavljeni prikaz strukture spletne aplikacije 
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Nadvse pomembna je tudi komunikacija med komponentami in pogledi ali pa 
med komponentami in komponentami. Tu poznamo dve dobri praksi, ki se največkrat 
uporabljata v sodobnem razvoju v ogrodju VueJS. Ena izmed njiju je komunikacija, ki 
je standardna in je del ogrodja VueJS. To je metoda $emit in props. Metoda $emit je 
namenjena komunikaciji med otrokom in staršem. Metoda props pa komunikaciji med 
staršem in otrokom. Druga dobra praksa, ki je namenjena predvsem srednjim in večjim 
aplikacijam je uporaba razširitve Vuex, ki sem jo bolj podrobno že opisal. Ta druga 
rešitev je primerna tudi za kompleksnejše primere, kjer komponenta in pogled, pogled 
in pogled ali komponenta in komponenta nista v “sorodu”. V takih primerih se 
priporoča uporaba razširitve Vuex. Slika 9 prikazuje možne migracije podatkov z 
uporabo metod $emit in props. Kjer migracije niso možne s slednjima, se uporabi 
razširitev Vuex. 
Naj še opišem sam življenjski cikel (ang. lifecycle hooks) posamezne 
komponente oziroma pogleda. Ta je v grobem razdeljen na metodo “created“, ki se 
sproži ko je sama instanca komponente oziroma pogleda ustvarjena. Sledi ji metoda 
“mounted“, ki se sproži ko pride do spremembe v virtualnem DOM-u (ang. virtual 
Document Object Model). Pri koncu je tu še metoda “beforeDestroy“, ki se proži 
predno se instanca uniči.  
 
Slika 9: Predstavitev drevesne strukture komponent 
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Poleg življenjskega cikla, lahko tu omenim še samo strukturo posamezne 
komponente oziroma pogleda. Ta je sestavljena iz vseh metod, ki sem jih opisal v 
življenjskem ciklu, ki niso nujno obvezno prisotne. Poleg teh so lahko v posamezni 
instanci prisotne metode “data“, “computed“, “methods“ in “watch“ (obstajajo še 
druge, vendar so te najpomembnejše). Metoda data je namenjena shranjevanju 
lokalnih spremenljivk in objektov. Metoda “computed“ je namenjena kot 
spremenljivka, ki se vsakič, ko se sproži sprememba v virtualnem DOM-u, posodobi. 
Teh spremenljivk je v eni instanci lahko več. “Methods“ je skupek metod, ki jih 
največkrat kličemo direktno iz označevalnega jezika HTML. “Watch“ je metoda, ki 
se osveži ob spremembi spremenljivke, katero opazujemo. 
 
3.3  Zanimivi deli kode 
V tem delu svojega zaključnega dela bom predstavil dele kode, ki so po mojem 
mnenju zanimivi iz vidika same izdelave spletne aplikacije. 
 
3.3.1 Manipulacija s podatki prijave uporabnika 
V spletni aplikaciji sem moral zagotoviti, da se uporabnik lahko prijavi s svojim 
uporabniškim imenom, v našem primeru je to elektronska pošta, in geslom. Tako 
uporabnik dostopa do svojega unikatnega profila v spletni aplikaciji. Poleg prijave sem 
moral uporabniku zagotoviti tudi odjavo iz spletne aplikacije. Zaradi želje partnerja 
podjetja Sentinel Marine Solutions, sem moral zagotoviti tudi prijavo preko JWT (ang. 
JSON Web Token), saj se spletna aplikacija Platform uporablja kot del že obstoječe 
spletne aplikacije. Da se uporabniku partnerskega podjetja ni potrebno prijaviti v obe 
spletni aplikaciji ločeno, se ta prijavi samo v njihovo in se prijava v spletno aplikacijo 
Platform izvede avtomatsko. 
 
Pri realizaciji prijave uporabnika sem moral načrtati algoritem, katerega podatki 
bodo dostopni vedno, ko se pojavi potreba po njih. Zato sem v tem primeru uporabil 
razširitev Vuex, ki omogoča globalno shranjevanje in manipulacijo z podatki.  
 
V ta namen sem ustvaril dve ločeni datoteki. Prva skrbi za avtentikacijo, preko 
katere se pridobi žeton o prijavi (ang. access token), druga pa za podatke o uporabniku 
in njegovih dovoljenjih o dostopu do vsebine. 
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Prva datoteka z naslovom auth.js ima klasično strukturo Vuex datoteke. V njej 
so stanja (ang. state), ki opisujejo, v kakšnem stanju se nahaja trenutno postopek 
prijave. Tu sem definiral štiri pomembne spremenljivke. Spremenljivka “token“ je 
namenjena hrambi žetona o prijavi, če je ta na voljo. Žeton je na voljo, če je ta shranjen 
kot piškotek (ang. cookie) v spletnem brskalniku. Če ta ni na voljo, se ta shrani kot 
prazen niz znakov. Druga spremenljivka objekta stanj se imenuje status. Ta hrani niz 
znakov, ki pove, v kakšnem stanju se nahaja prijava. Možnosti so tri, uspešno (ang. 
success), nalaganje (ang. loading) in napaka (ang. error). Stanje nalaganje se sproži, 
ko se čaka na odgovor za poizvedbo na zaledje (ang. backend). Pri tem je lahko prijava 
uspešna ali neuspešna. Tretja spremenljivka pa beleži stanje ali je bila prijava pred tem 
že izvedena. Četrta spremenljivka je namenjena žetonu, ki je namenjen obnavljanju 
žetona o prijavi. 
 
1 const state = { 
2 access_token: cookie.getCookie("user-token") || "", 
3 refresh_token: cookie.getCookie("refresh-token") || "", 
4 status: "", 
5 hasLoadedOnce: false, 
6 }; 
 
Struktura Vuex nam omogoča, da “prijavimo” objekt “getters“. Ta je namenjen, 
da lahko kjerkoli v projektu dostopamo do vrednosti. Največkrat so te vrednosti 
“Boolean“, torej drži ali ne drži. Tu sem definiral dve spremenljivki, uporabnik je 
prijavljen (ang. isAuthenticated) in status prijave. Te vrednosti so odvisne od prej 
omenjenih stanj. Tako se objekt “getters“ avtomatsko posodobi ob spremembi stanj. 
 
1 const getters = { 
2 isAuthenticated: (state) => !!state.access_token, 
3 authStatus: (state) => state.status, 
4 }; 
 
Glavni del skripte auth.js se nahaja v objektu akcij (ang. actions), kjer se kliče 
zaledje z zahtevo po žetonu, ki vsebuje podatke o prijavi. V to poizvedbo podam 
uporabniško ime in geslo. V odgovoru iz zaledja pričakujem odgovor ali sta 
uporabniško ime in geslo pravilna ali ne. Ob pozitivnem odgovoru, iz odziva zaledja, 
pridobim podatke o žetonu prijave in žetonu za obnovitev, nato oba shranim v ločena 
piškotka. To storim zato, ker se stanje piškotkov ob osvežitvi brskalnika ne spremeni, 
kot se to zgodi s shrambo Vuex. Poleg shranjevanja piškotka v tej akciji pokličem še 
mutacijo, v kateri se nastavi stanje o uspešnosti prijave in shrani žeton. Na tem mestu 
se pokliče akcija z imenom “user_request“, ki je del druge skripte user.js, katere 
namen bom opisal v nadaljevanju. Ob negativnem odgovoru poizvedbe pokličem 
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mutacijo, ki poskrbi, da se nastavi status prijave kot napaka. Za vsak slučaj mora v tej 
akciji biti shranjen žeton o prijavi in žeton o obnovitvi. V tej datoteki se nahaja tudi 
akcija, ki sproži odjavo uporabnika. Ta metoda je dokaj preprosta, saj je vse kar se v 
njej zgodi to, da se izbriše žeton ter pokliče mutacijo, kjer se posodobijo stanja. 
 
1 [AUTH_REQUEST]: ({ commit, dispatch }, user) => { 
2 //Klic na zaledje 
3 api.oauth2(user) 
4 .then((response) => { 
5      //Sledi koda, če je bil klic na zaledje uspešen 
6      //V tem delu kode se nastavi piškotek in pridobi 
7      //informacije o uporabniku 
8    }) 
9 .catch((err) => { 
10     //Sledi koda, če se zgodi napaka 
11    }); 
12  }); 
13 }, 
 
Druga datoteka z imenom user.js je namenjena pridobivanju podatkov o 
uporabniku. Ta klic na zaledje že zahteva uporabo žetona, ki je shranjen kot piškotek 
v brskalniku. Prav tako velja to za vse ostale poizvedbe. Brez aktivnega žetona bodo 
vse poizvedbe na zaledje zavrnjene in v odgovoru pričakujemo kodo 401. Datoteka 
user.js je zelo podobna datoteki auth.js. Razlikuje se predvsem v akcijah, saj je tu 
akcija, ki poskrbi, da se pridobijo podatki o uporabniku. Ti se ob uspešni poizvedbi na 
zaledje shranijo v stanje s pomočjo mutacije. Ti podatki so ključni za delovanje spletne 
aplikacije Platform, saj brez teh ta ne deluje. V teh podatkih se nahajajo dovoljenja, do 
katerih menijev, gumbov, akcij lahko uporabnik dostopa. 
 
Poleg teh osnovnih akcij, ki so potrebne za osnovno delovanje prijave, sem 
moral zagotoviti delovanje ob tako imenovanih robnih pogojih (ang. edge case). 
 
Prvi izmed njih je, da uporabnik sproži osvežitev brskalnika. Ob tej akciji se 
izgubijo vsa stanja, shranjena kot objekt Vuex. V tem primeru lahko v že opisani 
razširitvi Vue router zaznam to akcijo in odpravim to težavo. To storim na podlagi 
metode “beforeEach“, ki je del razširitve Vue router. Ta metoda ima lastnost, da se 
sproži vsakič pred spremembo povezave. V tej metodi sem napisal svojo funkcijo, ki 
poskrbi, da so podatki o uporabniku vedno na voljo. To storim s klici na prej opisane 
akcije v datotekah auth.js in user.js. Če pride do napake, uporabnika odjavim iz spletne 
aplikacije in ga preusmerim na stran za prijavo.  
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Naslednji mogoč robni pogoj, kar zadeva manipulacijo s podatki o prijavi 
uporabnika je ta, da uporabniku poteče žeton o prijavi. Glavni namen te 
funkcionalnosti je, da spletna aplikacija deluje ob tem nemoteno in da uporabnik sploh 
ne zazna, da se je ta izvedla. Ob tej situaciji s pomočjo razširitve Axios, ki skrbi za 
delovanje poizvedb na zaledje, poskrbim, da uporabnik ne ostane brez neveljavnega 
žetona. Razširitev Axios omogoča metodo, ki spremlja promet poizvedb. Če se ujame 
poizvedba s kodo 401, se sproži naslednja funkcija. Ta poskrbi, da uporabnik dobi nov 
žeton na podlagi žetona o osvežitvi. Ob tem je naloga te funkcije tudi, da se ob uspešni 
pridobitvi žetona še enkrat pokliče poizvedba, ki je bila ujeta s kodo 401. Ob taki 
situaciji uporabnik ne zazna, da se je v ozadju izvedla ta funkcija. Če pride do napake 
med proceduro, uporabnika preusmerim na stran za prijavo. 
 
Kar se tiče algoritma prijave uporabnika, sem moral zagotoviti prijavo za stranko 
podjetja Sentinel Marine Solutions preko JWT objekta. Za njih sem ustvaril posebno 
prijavno stran, ki je ločena od tiste, ki je vidna ostalim uporabnikom. Glavna 
funkcionalnost te strani je čakanje na dogodek, ki se sproži, ko ta zazna sporočilo tipa 
“message“. Ko se ta sproži, se izvede procedura prijave uporabnika, ki je podobna 
tisti za navadne uporabnike. 
 
3.3.2 Izdelava kompleksnejše logike 
Pri načrtovanju zavihka “Data“ sem naletel na težjo nalogo implementacije 
problema. Gre za dokaj kompleksno logiko interpoliranja podatkov in prikaz le-teh s 
pomočjo grafov in Google-ovega vtičnika Zemljevidi (ang. Google Maps). 
Uporabniku so na voljo podatki o lokaciji plovila, ki je prikazana na zemljevidu in 
podatki o vseh tipalih na posameznem plovilu. Prav tako ima uporabnik možnost 
izbiranja časovnega intervala, v katerem si želi ogledati zgodovino podatkov tipal in 
lokacij. Če se je v časovnem obdobju sprožil kateri izmed alarmov, se ti prikažejo na 
levi strani. Alarmi so opozorila, če katero izmed tipal preseže neko vrednost, v 
pozitivni smeri oziroma v negativni. Akumulator ima na primer nazivno napetost 12V; 
če mu napetost ob obremenitvi pade pod kritično vrednost, se sproži alarm o nizki 
napetosti akumulatorja. Ta se prikaže tudi na grafu. 
 
Izbirnik naprave temelji na vnosnem polju, kjer preko GET prošnje (ang. 
request) na zaledje pridobim vse serijske številke naprav do katerih ima uporabnik 
dostop. Te prikažem kot izbirnik, da lahko uporabnik izbira med napravami. 
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Poleg izbirnika naprav sem dodal možnost izbire dveh datumov, s katerim 
dobimo časovni interval, na katerem si uporabnik želi ogledati podatke. Ker sem se 
želel znebiti gumba za potrditev izbire, sem datum pred definiral kot interval zadnjih 
štirih dni. Ker ni potrditvenega gumba ob izbiri datuma in naprave, sem potrditev 
naredil na način, da ko si uporabnik izbere napravo, se podatki naložijo takoj. To sem 
lahko dosegel, ker sem že pred definiral časovni interval. 
 
Pod izbirnikom naprave in datuma, sem prikazal seznam vseh tipal, ki so 
nameščeni na plovilu. Seznam tipal opravlja dve funkciji. Prva funkcionalnost je 
namenjena prikazu vseh tipal, ki so urejeni po izvoru. Druga funkcionalnost seznama 
je namenjena izbiranju posameznih tipal, preko katerih lahko prikažem njihove 
pretekle vrednosti v časovnem intervalu na grafu. Če posamezno tipalo nima 
razpoložljivih podatkov v časovnem intervalu, poleg imena prikažem napis, ki 
uporabnika obvesti o tem. 
 
Ko uporabnik pritisne na tipalo, se v ozadju sprožijo akcije, ki so uporabniku 
skrite. Ob pritisku pridobim informacije o tipalu, identifikacijsko številko, preko 
katere lahko sprožim GET prošnjo na strežnik. Poleg identifikacijske številke moram 
ob GET prošnji poslati podatke o napravi ter časovnem intervalu. Ko pridobim 
podatke, so strukturirani kot JSON objekt. V lastnostih objekta (ang. object property), 
so definirani podatki o zgodovini vrednosti tipala. Poleg vrednosti tipal, ki jih je 
uporabnih izbral, pridobim tudi podatke o lokaciji naprave za izbran časovni interval. 
Te prikažem preko Google-ovega vtičnika Zemljevidi (ang. Google Maps) na sredini 
zaslona. Podobno kot pri tipalih zahtevam podatke od strežnika preko GET prošnje z 
identifikacijsko številko naprave ter časovnega intervala. 
 
Na tej točki sem imel v spletni aplikaciji vse podatke za prikaz grafov ter 
zemljevida, ugotovil pa sem, da se podatki razlikujejo po času. To pomeni, da se tipala 
med seboj razlikujejo po intervalu odčitavanja na napravi.  
 
Na primer: lokacija GPS (Global Positioning System) se odčitava vsakih 5 
minut, tipalo za temperaturo vode na 10 minut, tipalo za števec števila ur motorja vsako 
uro… Glede na ta format sem naredil interpolacijo podatkov tipal na podatke lokacije. 
Za to potezo sem se odločil, ker sem moral zagotoviti, da se ob premikanju kurzorja 
po prikazanem grafu vrednosti tipal na zemljevidih prikaže ikona, na kateri lokaciji se 
je ta vrednost pojavila. Pri interpolaciji podatkov tipal nad podatki o lokaciji gre za 
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algoritem, kjer glede na časovno bazo zajema podatkov lokacije priredim najbližjo 
vrednost podatkov tipal. 
 
1 //Algoritem za iskanje najbližjih vrednosti. 
2 //Ta poskrbi, da najde v seznamu vrednost, ki je najbližje 
3 //podani časovni vrednosti 
4 let nearestObj = item.records.reduce((prev, curr) => { 
5 return Math.abs(element.created - curr.created) < 
6        Math.abs(element.created - prev.created) ? 
7        curr : 
8        prev; 
9 }); 
 
Na desni strani zaslona se nahajajo alarmi, kateri so se zgodili v izbranem 
časovnem intervalu. Alarm se sproži glede na vrednost, katero uporabnik nastavi v 
mobilni aplikaciji oziroma na spletni aplikaciji. Alarme sem prikazal kot seznam, ki je 
urejen v časovnem zaporedju. Poleg seznama, na grafu prikažem majhno ikono z 




V svoji diplomski nalogi sem na kratko predstavil osnovne koncepte izdelane 
spletne aplikacije Platform. Predstavljeni osnovni koncepti uporabe in namena so 
pomembni, saj gre za obširen projekt z veliko različnimi možnostmi uporabe. Poleg 
konceptov sem predstavil uporabljene tehnologije, strukturo, izvedbo in probleme, s 
katerimi sem se soočil tekom izdelave spletne aplikacije. 
 
Glavni izzivi spletne aplikacije so bili zagotoviti uporabnost ob dejstvu, da so 
prisotni različni tipi uporabnikov, izdelek s čim manj napakami, ki bi uporabniku 
preprečevala uspešno uporabo ter zagotoviti čisto in vzdržljivo kodo. Poleg naštetih, 
projekt zahteva tudi dobro uporabniško izkušnjo in sodobno oblikovan uporabniški 
vmesnik, saj je le-ta ključna za trženje spletne aplikacije in uporabnost. 
 
V bodoče se bo razvoj spletne aplikacije Platform nadaljeval v smeri, da bo ta še 
bolje služila svojemu namenu. Razvoj bo narekovala industrija plovil in njihove 
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