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Glosario
1. TDD (Test-driven development): Desarrollo guiado por pruebas, es
una pra´ctica de programacio´n que involucra otras dos pra´cticas: Escri-
bir las pruebas primero (Test First Development) y Refactorizacio´n
(Refactoring). Para escribir las pruebas generalmente se utilizan las
pruebas unitarias (unit test en ingle´s). Primeramente se escribe una prue-
ba y se verifica que las pruebas fallen, luego se implementa el co´digo que
haga que la prueba pase satisfactoriamente y seguidamente se refactoriza
el co´digo escrito. El propo´sito del desarrollo guiado por pruebas es lograr
un co´digo limpio que funcione (Del ingle´s: Clean code that works). La
idea es que los requerimientos sean traducidos a pruebas, de este modo,
cuando las pruebas pasen se garantizara´ que los requerimientos se hayan
implementado correctamente.
2. Pair Programming: Programacio´n en pareja, requiere que dos Ingenie-
ros en Software participen en un esfuerzo combinado de desarrollo en un
sitio de trabajo. Cada miembro realiza una accio´n que el otro no esta´ ha-
ciendo actualmente: Mientras que uno codifica las pruebas de unidades el
otro piensa en la clase que satisfara´ la prueba, por ejemplo. La persona que
esta´ haciendo la codificacio´n se le da el nombre de controlador mientras
que a la persona que esta´ dirigiendo se le llama el navegador. Se sugiere a
menudo para que a los dos socios cambien de papeles por lo menos cada
media hora o despue´s de que se haga una prueba de unidad.
3. Mock Object: Objeto simulado, los objetos simulados imitan el com-
portamiento de los objetos reales en forma controlada. Un programador
generalmente escribira´ un objeto simulado para probar el comportamien-
to de otro objeto en una forma muy similar a la que aplica un disen˜ador
de carros al usar un mun˜eco para probar el comportamiento de un carro
durante un accidente.
4. RSpec: Ruby Spec, es un framework para realizar tests en el lenguaje de
programacio´n Ruby, contiene su propio framework para simular objetos.
5. ORM: mapeo objeto-relacional, es una te´cnica de programacio´n para con-
vertir datos entre el sistema de tipos utilizado en un lenguaje de progra-
macio´n orientado a objetos y el utilizado en una base de datos relacional.
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En la pra´ctica esto crea una base de datos orientada a objetos virtual, so-
bre la base de datos relacional. Esto posibilita el uso de las caracter´ısticas
propias de la orientacio´n a objetos (ba´sicamente herencia y polimorfismo).
6. MVC: Modelo Vista Controlador, es un patro´n de arquitectura de soft-
ware que separa los datos de una aplicacio´n, la interfaz de usuario, y la
lo´gica de control en tres componentes distintos. El patro´n MVC se ve fre-
cuentemente en aplicaciones web, donde la vista es la pa´gina HTML y el
co´digo que provee de datos dina´micos a la pa´gina. El modelo es el Sistema
de Gestio´n de Base de Datos y la Lo´gica de negocio, y el controlador es el
responsable de recibir los eventos de entrada desde la vista.
7. Daemon: Un demonio, (siglas en ingle´s, Disk And Execution Moni-
tor), es un tipo especial de proceso informa´tico que se ejecuta en segundo
plano en vez de ser controlado directamente por el usuario. Este tipo de
programas se ejecutan de forma continua (infinita), vale decir, que aun-
que se intente cerrar o matar el proceso, este continuara´ en ejecucio´n o se
reiniciara´ automa´ticamente. Todo esto sin intervencio´n de terceros y sin
dependencia de consola alguna.
8. Unity3D: Motor de Juegos para crear aplicaciones 3D.
9. Shader: Conjunto de instrucciones gra´ficas destinadas para el acelerador
gra´fico, estas instrucciones dan el aspecto final de un objeto. Los Shaders
determinan materiales, efectos, color, luz, sombra y etc.
10. Vertex Shaders: Actu´a sobre las coordenadas, color, textura, etc. de un
ve´rtice.
11. Geometry Shaders: Es capaz de generar nuevas primitivas dinamica-
mente.
12. Pixel Shaders: Actu´a sobre el color de cada pixel (texel para ser ma´s
preciso).
13. Mesh: Te´rmino que se refiere a una figura en 3D, en general que este´ for-
mada por pol´ıgonos.
14. Triangulacio´n de Delaunay: Es una red de tria´ngulos que cumple la
condicio´n de Delaunay. Esta condicio´n dice que la circunferencia circuns-
crita de cada tria´ngulo de la red no debe contener ningu´n vertice de otro
tria´ngulo. Se usan triangulaciones de Delaunay en geometr´ıa por ordenar,
especialmente en gra´ficos 3D por computadora.
15. Transform: Objeto en Unity3D que describe propiedades de un Mesh
como Escalamiento, Rotacio´n, Posicio´n, etc.
16. Proyeccio´n Ortogra´fica: Esta proyeccio´n utliza rayos paralelos para
crear una ima´gen de la escena. El a´rea de vision esta´ determinada por
las longitudes de los vectores right y up, que, por cierto, han de ser
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especificados, ya que con este tipo de proyeccio´n no se utilizan los de la
ca´mara por defecto. En caso de ser omitidos, se usara´ el segundo me´todo
de proyeccio´n ortogra´fico de la ca´mara.
17. Proyeccio´n Perspectiva: La palabra clave perspective determina la
ca´mara perspectiva, que simula la t´ıpica ca´mara con objetivo. El a´ngulo
de visio´n horizontal es determinado por la proporcio´n entre la longitud
del vector direccio´n y la longitud del vector right, o por la palabra clave
opcional angle, que es el modo aconsejado. El a´ngulo de visio´n ha de ser
mayor de 0 y menor de 180 grados.
18. Framework: En el desarrollo de software, es una estructura de soporte
definida, mediante la cual otro proyecto de software puede ser organizado y
desarrollado. T´ıpicamente, puede incluir soporte de programas, bibliotecas
y un lenguaje interpretado entre otros software para ayudar a desarrollar
y unir los diferentes componentes de un proyecto. Representa una arqui-
tectura de software que modela las relaciones generales de las entidades
del dominio. Provee una estructura y una metodolog´ıa de trabajo la cual
extiende o utiliza las aplicaciones del dominio.
19. Agile Software Development: Desarrollo a´gil de software, se entiende
como Desarrollo a´gil de software a un paradigma de Desarrollo de Softwa-
re basado en procesos a´giles. Los procesos a´giles de desarrollo de software,
conocidos anteriormente como metodolog´ıas livianas, intentan evitar los
tortuosos y burocra´ticos caminos de las metodolog´ıas tradicionales en-
foca´ndose en la gente y los resultados. Es un marco de trabajo conceptual
de la ingenier´ıa de software que promueve iteraciones en el desarrollo a
lo largo de todo el ciclo de vida del proyecto. Existen muchos me´todos
de desarrollo a´gil; la mayor´ıa minimiza riesgos desarrollando software en
cortos lapsos de tiempo. El software desarrollado en una unidad de tiem-
po es llamado una iteracio´n, la cual debe durar de una a cuatro semanas.
Cada iteracio´n del ciclo de vida incluye: planificacio´n, ana´lisis de requeri-
mientos, disen˜o, codificacio´n, revisio´n y documentacio´n. Una iteracio´n no
debe agregar demasiada funcionalidad para justificar el lanzamiento del
producto al mercado, pero la meta es tener un demo (sin errores) al final
de cada iteracio´n. Al final de cada iteracio´n el equipo vuelve a evaluar las
prioridades del proyecto.
20. CoC: Convencio´n sobre Configuracio´n, es un paradigma de programacio´n
de software que busca decrementar el nu´mero de decisiones que un desa-
rrollador necesita hacer, ganando as´ı en simplicidad pero no perdiendo fle-
xibilidad por ello. Cuando la convencio´n tomada es suficiente para lograr
el comportamiento deseado, se hace innecesario realizar aquellas tareas pa-
ra las que la convencio´n ya ha definido un comportamiento, por ejemplo
escribir archivos XML de configuracio´n del entorno. Cuando la convencio´n
definida no es suficiente para lograr el comportamiento deseado, el desa-
rrollador puede alterar el comportamiento por defecto y adaptarlo a sus
necesidades.
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21. Don’t Repeat yourself (DRY): El principio No te repitas, es una fi-
losof´ıa de definicio´n de procesos que promueve la reduccio´n de la dupli-
cacio´n especialmente en computacio´n. Segu´n este principio ninguna pieza
de informacio´n deber´ıa estar duplicada nunca debido a que la duplica-
cio´n incrementa la dificultad en los cambios y evolucio´n posterior, puede
perjudicar la claridad y crea un espacio para posibles inconsistencias. Por
‘pieza de informacio´n’ podemos, en un sentido amplio, entender desde da-
tos almacenados en una base de datos pasando por el co´digo fuente de
un programa de software hasta llegar a informacio´n textual o documen-
tacio´n. Cuando el principio DRY se aplica de forma eficiente los cambios
en cualquier parte del proceso requieren cambios en un u´nico lugar. Por el
contrario, si algunas partes del proceso esta´n repetidas por varios sitios,
los cambios pueden provocar fallos con mayor facilidad si todos los sitios
en los que aparece no se encuentran sincronizados.
Introduccio´n
“Elegir acciones individuales sin una idea de lo que esta´s buscando es
como atravesar una fa´brica de dinamita con una cerilla encendida.
Puedes sobrevivir, pero sigues siendo un idiota”
–Joel Greenblat1
En la bolsa de valores de Colombia existen cuatro mercados principales de ope-
racio´n, el trabajo de e´sta tesis se enfoca u´nica y exclusivamente a uno de estos
mercados; El mercado de Renta Variable, donde se negocian las acciones de
compan˜´ıas inscritas en el mercado publico de valores.
Al tratarse de un mercado pu´blico cualquier persona esta en la libertad de
comprar y/o vender acciones segu´n lo desee, generalmente estas personas llevan
cierto control sobre sus inversiones, ya sea de un modo sistematizado o´ escribien-
do en una agenda de apuntes sus movimientos, con esta informacio´n realizan un
ana´lisis de datos que le permite determinar cua´ndo una accio´n le genera ganan-
cia y/o perdida que apoyen una decisio´n, como comprar o vender.
El ana´lisis de datos siempre ha estado ligado a una representacio´n gra´fica
de los mismos, y el mercado de acciones mencionado anteriormente no es la ex-
cepcio´n, generalmente para representar e´stos datos, los que describen el estado
y movimiento en el tiempo de una accio´n se han utilizado gra´ficos en segunda
dimensio´n como barras, tortas, entre otras.
Esta tesis introduce un nuevo paradigma de visualizacio´n en este campo, al
pasar de gra´ficos en dos dimensiones, a una nueva propuesta de contenidos para
visualizar los datos en tres dimensiones, permitie´ndole a una persona visualizar
de una manera innovadora el estado y movimiento de las acciones sobre las que
lleve algu´n tipo de registro.
Para lograr e´ste trabajo, se desarrollo una aplicacio´n web, en la que se in-
tegro´ satisfactoriamente un modelo de datos con un conjunto de contenidos
3D, sobre los cuales se establecio´ un protocolo de comunicacio´n que permite el
apropiado despliegue de gra´ficos, buscando que sea ma´s fa´cil para un usuario
1“The little book that beats the market” por Joel Greenblat.
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identificar el movimiento de una o´ varias acciones.
La propuesta aca´ descrita es presentada como proyecto de grado para optar
por el titulo de Ingenier´ıa de Sistemas de la Universidad EAFIT.
Definicio´n del problema
Durante la evolucio´n de la computacio´n moderna se han presenciado avan-
ces significativos en los diferentes campos que componen la misma, uno de estos
campos es la visualizacio´n de aplicaciones, es decir la forma en la que una apli-
cacio´n es desplegada para que una persona interactue con una ma´quina con el
fin de cumplir una determinada tarea, el surgimiento de la computacio´n gra´fica
como a´rea de estudio le ha significado a la computacio´n una nueva v´ıa para
desarrollar aplicaciones en las que la visualizacio´n juega un papel fundamental
y que antes apenas si eran son˜adas.
Con e´ste proyecto de grado se busca aprovechar la capacidad tecnolo´gica
actual para desarrollar contenidos en tercera dimensio´n que puedan ser visuali-
zados desde cualquier lugar, el tema sobre el que se trabajo´ fue el movimiento
del mercado de acciones Colombiano, se eligio´ este sector para brindarle a los
propietarios de acciones que no esta´n sumergidos de lleno en este mundo una
herramienta que les permita identificar fa´cil y gra´ficamente el movimiento del
mercado, pues actualmente muchas de estas personas llevan control de sus in-
versiones en un papel, o en un archivo plano, sobre el que construyen una tabla,
y/o gra´ficas limitadas a dos dimensiones.
Las gra´ficas en segunda dimensio´n, son simples y fa´ciles de entender cua´ndo
se esta´n comparando acciones en una unidad de tiempo o´ se esta viendo el
movimiento de una sola accio´n en un per´ıodo determinado, pero a la hora de
comparar varias acciones en un per´ıodo, una gra´fica en 2D podr´ıa ser dif´ıcil
de entender para un usuario comu´n, mientras que una gra´fica en 3D facilita
el entendimiento de la misma, con el fin de apoyar el problema definido ante-
riormente, en esta aplicacio´n se disen˜aron un conjunto de contenidos en tercera
dimensio´n que recrean la actividad del mercado, dichos contenidos son alimenta-
dos desde una base de datos que se actualiza constantemente, tanto datos como
contenidos 3D fueron integrados en una aplicacio´n web permitiendo que la apli-





Brindar un mecanismo que permita visualizar y comparar el movimiento de
una o varias acciones de la bolsa de valores de Colombia en el tiempo, mediante
contenidos en tercera dimensio´n, incursionando en un campo sobre el cua´l la
mayor´ıa de aplicaciones esta´n disen˜adas para desplegar sus resultados en 2D.
1.2. Objetivos Espec´ıficos
Permitir llevar el control e historial de acciones de manera personalizada.
Desarrollar un protocolo de comunicacio´n que pueda ser reutilizado en
aplicaciones futuras, que exploten el poder del motor gra´fico para desa-
rrollar contenidos alimentados desde una base de datos.
Integrar el modelo de datos con la aplicacio´n 3D para desplegar apropia-





Se entrega una aplicacio´n Web desarrollada en Ruby on Rails que integra
un conjunto de contenidos en 3D desarrollados en Unity 3D un motor gra´fico
que permite exportar los contenidos para que sean acoplados con la aplicacio´n
Web y consecuentemente se puedan visualizar desde un navegador. Adema´s los
contenidos se estara´n actualizando constantemente en un per´ıodo de tiempo ra-
zonable, a esto se le suma la posibilidad de un usuario registrarse y configurar
su perfil, sobre este perfil cada usuario podra´ simular o evidenciar segu´n sea
el caso ( s´ı posee o´ no acciones en la vida real) ganancias o pe´rdidas sobre las
acciones que tenga registradas y la cantidad asociada a las mismas.
Se aclara de antemano que la aplicacio´n no sirve como medio para comprar
o vender acciones, en el perfil tambie´n se puede desplegar de forma personaliza-
da el movimiento de las acciones que el usuario tenga registradas, permitiendo
diferentes esquemas de visualizacio´n en los que por ejemplo se tendra´ en cuen-
ta informacio´n guardada en la base de datos de la aplicacio´n, por ejemplo los
periodos de tiempo en los que un usuario registro´ una compra o venta sera´n
utilizados para ayudar al usuario a que se de una mejor idea del estado de su
inversio´n.
Adicionalmente los cla´sicos esquemas en segunda dimensio´n que actualmente
son utilizados para la representacio´n del movimiento de acciones como lo son
las barras, tambie´n fueron implementados en la aplicacio´n, pero de tal manera
que tales barras no muestren so´lo el estado de una accio´n en varios periodos de
tiempo, o varias acciones en un periodo de tiempo, sino ofrecer la oportunidad




El uso de tecnolog´ıas de visualizacio´n, como apoyo al entendimiento de datos
planos en diferentes entornos, tanto de ingenier´ıa como administrativos es un
tema que d´ıa a d´ıa ha venido tomando auge en nuestra sociedad, debido a que
facilitan la comprensio´n de como se esta´n comportando dichos datos para con-
secuentemente ayudar en un momento determinado con la toma de decisiones.
Al facilitar una herramienta que permita visualizar los datos del mercado de
acciones, no solo en el tiempo para una sola accio´n, sino tambie´n entre diferentes
acciones a la vez, se abre la posibilidad de comparar rendimientos o pe´rdidas
de una o varias acciones a trave´s del tiempo, dentro de un mismo gra´fico, para
as´ı mirar tendencias y tomar decisiones.
El planteamiento de la solucio´n aca´ expuesta se basa en la necesidad de tener
mas control y conocimiento sobre un portafolio que una persona determinada
maneje, independientemente de donde esta se encuentre, pues gracias a la ayuda
de la tecnolog´ıa y mas espec´ıficamente de la Web 2.0, acceder desde cualquier
computador a un mismo portafolio es completamente transparente para quien lo
usa. De esta forma, los usuarios podra´n tener acceso a su portafolio de acciones





El Mercado Pu´blico de Valores en Colombia ha pasado por muchas etapas
y ha sido manejado por diversas instituciones, las cuales nacen y desaparecen
con el correr de los an˜os segu´n cambian las necesidades de quienes intervienen
en ellas. Tuvo que pasar un siglo desde la creacio´n de la primera bolsa en el
pa´ıs para que apareciera la Bolsa de Valores de Colombia, institucio´n que hoy
representa la unificacio´n del Mercado Bursa´til.[7]
As´ı como en otros sectores, el desarrollo tecnolo´gico ha jugado un papel fun-
damental para el desarrollo de la bolsa de valores, pues desde sus inicios quienes
han estado sumergidos en este mundo, se han valido de la tecnolog´ıa de momento
para llevar control de las acciones, es as´ı como desde que se presento´ una fiebre
de especulaciones surgida por las oscilaciones de la tasa de cambio ocurridas
a principio de siglo(debido a la guerra de los mil d´ıas) y que se desarrollaban
todas las noches de 7:00 a 10:00 en el atrio de la catedral de la Candelaria de
Medell´ın y dentro del parque Pedro Justo Berrio[6], posteriormente culmina-
ban con el desarrollo de negocios en oro y los registros eran calculados con una
ma´quina sumadora o en algunos casos eran parte de un calculo mental. Actual-
mente la Bolsa cuenta con avanzados sistemas de informacio´n de uso interno
que permite conocer el estado en tiempo real de una accio´n y ver como se ha
comportado en el tiempo, las personas naturales que poseen acciones y que no
tienen acceso a estos sistemas pueden consultar el estado de sus inversiones en
diversos sitios pu´blicos (sitios web, revistas, perio´dicos), en donde se les muestra
una informacio´n plana a veces acompan˜ada de unos gra´ficos en dos dimensiones.
Muchas de las personas naturales mencionadas anteriormente, llevan el con-
trol de sus inversiones en libros y hojas de ca´lculo disen˜adas por ellos mismos,
algunos, los mas familiarizados con herramientas tecnolo´gicas utilizan herra-
mientas disponibles (Google Finance entre otras), estas ultimas herramientas
son u´tiles a la hora de llevar el historial y permiten calcular fa´cilmente ganan-
cias/pe´rdidas, algunos de los problemas que tienen estas aplicaciones son:
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1. Los gra´ficos a pesar de que son claros, esta´n limitados a presentar en dos
dimensiones mu´ltiples indicadores, que a la larga le podr´ıa representar al
usuario comu´n complicaciones a la hora de entender el gra´fico.
2. La mayor´ıa no permiten llevar el control personalizado del portafolio, y
aquellas que integran esta caracter´ıstica rara vez incluyen a la bolsa de
valores de Colombia o son de libre acceso.
3. Ninguna de estas aplicaciones ofrece un componente 3D que permita com-
parar varias variables que afectan el mercado accionario para apreciar
mejor el comportamiento de las acciones, y que aparte de esto se puedan
acceder desde un navegador web, pues la tendencia en 3D es desarrollar
aplicaciones tipo Stand-Alone1
Es por esto que es pertinente el desarrollo de una aplicacio´n que sea portable
y permita ser visualizada desde cualquier lugar en cualquier plataforma, ademas
de esto que permita apreciar las variables que afectan el mercado accionario
Colombiano.




Teniendo clara una necesidad y/o problema a suplir/solucionar, se analiza-
ron varias tecnolog´ıas y patrones de desarrollo que permitir´ıan llevar a cabo el
desarrollo de una aplicacio´n web, en la que fuera posible visualizar contenidos
en 3D que fueran alimentados por una Base de Datos.
Las herramientas seleccionadas fueron, Ruby on Rails1 para desarrollar la
aplicacio´n web, pensando en un metodolog´ıa a´gil de desarrollo, y que a su vez
permitiera que los contenidos fueran fa´ciles de integrar, el motor de bases de
datos elegido fue MySql, por otro lado, se elegio´ Unity3D2 por su capacidad
de generar contenidos 3D que se apoyan directamente de las tarjetas acelera-
doras de video para visualizar dichas escenas, adema´s cuenta con una API que
facilita exportar contenidos para que sean visibles en un navegador.
5.1. ¿Por que´ Ruby on Rails?
Para responder a esta pregunta, es necesario primero definir a Ruby on
Rails, llamado tambien Rails o´ RoR, es un framework que hace que sea ma´s
fa´cil desarrollar, implementar, y mantener aplicaciones web. Durante los meses
que siguieron a su primera liberacio´n, Rails paso de ser un juguete descono-
cido a un fenomeno mundial. Ha ganado premios, y ma´s importante au´n, se
ha convertido en el framework de preferencia para la implementacio´n de cierto
conjunto de las llamadas aplicaciones Web 2.0[9].
Se eligio´ Rails para desarrollar la aplicacio´n web en la que se comunican
datos y contenidos 3D, por que´ se buscaba utilizar una herramienta en la que la
convencio´n estuviera por encima de la configuracio´n3, que contara´ con una ar-
1http://rubyonrails.org/
2http://unity3d.com/
3Le´ase CoC en el glosario
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quitectura pre definida, en e´ste caso MVC (Modelo Vista Controlador) Figura5.1
que Rails aprovecha apropiadamente, cua´ndo se desarrolla en Rails, hay un lugar
para cada pieza de co´digo4, y todos los componentes de la aplicacio´n interactu´an
segu´n el esta´ndar.
Figura 5.1: Modelo Vista Controlador
Los programadores profesionales, suelen escribir tests para simular el com-
portamiento de la aplicacio´n que se esta desarrollando, para el presente proyecto,
se buscaba que el framework tuvieran un soporte para hacer tests, una vez ma´s
Rails se ajusta a esas necesidades, pues cuenta con soporte para algunos frame-
works para realizar tests, se encuentran; RSpec (utilizada en este proyecto, bajo
la filosof´ıa de TDD 5) en donde se escriben los tests, antes de la implementacio´n,
Test Unit, Shoulda y Cucumber (BDD6)
Se buscaba que la herramienta fuera escrita en un lenguaje de programacio´n
orientado a objetos e interpretado, por la necesidad de crear scripts que corrieran
independiente de la aplicacio´n, como tareas programadas para correr cada cierto
tiempo. Las aplicaciones en Rails son escritas en el lenguaje de programacio´n
Ruby, que cumple con lo que se buscaba, y aparte introduce caracter´ısticas
favorables como metaprogramacio´n, haciendo que el co´digo sea ma´s fa´cil de
entender, leer y/o escribir, programas ma´s cortos en te´rminos de LOC7, para
evidenciar esto, a continuacio´n se muestra una porcio´n de co´digo de la aplicacio´n,
en la que se define una clase de un Modelo que expresa mucha informacio´n en
pocas l´ıneas de co´digo y es fa´cil de entender.
4Le´ase DRY en el glosario
5Le´ase TDD en el glosario
6Le´ase BDD en el glosario
7L´ıneas de co´digo, en ingle´s Lines of Code
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validates_numericality_of :price, :amount, :greater_than => 0
validates_numericality_of :variation
end
Finalmente, no se pretend´ıa manipular la base de datos directamente, es
decir, con co´digo nativo del motor de bases de datos, sino sacar provecho de
te´cnicas como ORM 8, en las que las tablas de las bases de datos son mapeadas
a clases, los registros de las tablas son mapeados como objetos, y consecuente-
mente los campos, se mapean como atributos de los objetos, mientras que existen
metodos de clases que se encargan de realizar operaciones a nivel de tablas, de-
jando como opcional la utilizacio´n de co´digo SQL dentro de la aplicacio´n, una
vez ma´s Rails suple esta necesidad con ActiveRecord o´ Datamapper.
5.2. ¿Por que´ Unity3D?
Actualmente existen posibilidades para el desarrollo de interfaces gra´ficas
de usuario tridimensionales en los navegadores de internet, PaperVision3D9
(entre otros) es un motor de renderizado 3D en tiempo real, escrito en ActionS-
cript 310, de co´digo abierto entre otros, que posee las funcionalidades ba´sicas
de la computacio´n gra´fica tridimensional, creando una ilusio´n 3D en el motor
de renderizado que posee el Flash Player.
Desafortunadamente el motor de renderizado para Flash esta disen˜ado es-
pec´ıficamente para gra´ficos en 2D. Este es un punto cr´ıtico por el cual Flash no
es te´cnicamente la mejor opcio´n. La cantidad de fotogramas de contenido 3D
renderizados por segundo (FPS)11 suele ser media o baja, en casos reales. La
8Le´ase ORM en el glosario
9Papervision es un motor de gra´ficos para Flash. Aunque todav´ıa esta´ en versio´n beta,
ya se han lanzado algunas aplicaciones que lo utilizan y los resultados son muy prometedores.
10ActionScript es un lenguaje de programacio´n orientado a objetos (OOP), utilizado en
especial en aplicaciones web animadas realizadas en el entorno Adobe Flash
11Las ima´genes por segundo (en ingle´s ma´s conocido como frames per second, fps) es la
medida de la frecuencia a la cual un reproductor de ima´genes genera distintos fotogramas
(frames). En informa´tica estos fotogramas esta´n constitu´ıdos por un nu´mero determinado de
pixeles que se distribuyen a lo largo de una red de texturas para determinar un fotograma por
segundo.
La frecuencia es proporcional al nu´mero de pixeles que se deben generar, incidiendo en el
rendimiento de la ma´quina.
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comunidad de desarrolladores del Flash Player esta´ desarrollando varios pro-
yectos para poder renderizar 3D en el mismo, existen proyectos privados y de







• Wire Engine 3D
Los cuales usualmente utilizan algoritmos de rasterizado para el proceso de ge-
nerar una imagen 2D a partir de una escena 3D, consumiendo as´ı en dicho
proceso, mucha capacidad computacional.
La te´cnica ma´s utilizada hoy en d´ıa para la produccio´n de gra´ficos 3D en
tiempo real es la rasterizacio´n. La rasterizacio´n es ba´sicamente un proceso de
transformacio´n de datos de vectores que se convierten en un conjunto de pixeles
(ima´genes).
En pocas palabras, muchos de los motores de renderizado 3D escritos para
trabajar con el plugin de Flash utilizan bastante lo´gica para producir una ilu-
sio´n 3D sobre 2D debido a que es una de las te´cnicas mas ra´pidas, pero, como
se menciono´ anteriormente, estos motores por mas optimizados que este´n, siem-
pre van a depender del renderizado 2D para el cual fue disen˜ado Flash en un
principio.
Unity3D por su parte tambie´n es un plugin para navegadores, especializa-
do en la creacio´n de contenido 3D en tiempo real [3]. Te´cnicamente es la mejor
opcio´n para desarrollo 3D, pues dicho plugin aprovecha las capacidades de pro-
cesamiento de hardware de la tarjeta de video para desplegar contenidos en 3D,
permitiendo as´ı optimizar ciclos de procesamiento en el mejoramiento de los
FPS de la escena en vez de ejecutar ca´lculos de conversio´n de ima´genes 3D a
2D, repercutiendo enormemente en la experiencia del usuario.
Unity3D por su parte es un motor escrito en C/C++ que trabaja con Mono12
12Mono es el nombre de un proyecto de co´digo abierto iniciado por Ximian y actualmente
impulsado por Novell (tras la adquisicio´n de Ximian) para crear un grupo de herramientas
libres, basadas en GNU/Linux y compatibles con .NET segu´n lo especificado por el ECMA.
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y PhysX 13 para crear co´digo multiplataforma, haciendo as´ı practicamente trans-
parente generar ejecutables tanto para MacOSX, Windows, widgets y exportar
para Web.
Gracias a Mono, es fa´cil generar ejecutables multiplataforma debido a la ar-
quitectura con la que dicho framework trabaja. Figura5.2
Figura 5.2: Arquitectura general del framework Mono
Por otro lado, Unity3D tambie´n se aprovecha de la capacidad del motor de
f´ısica PhysX para llevar a cabo ca´lculos complejos para as´ı alivianar la carga de
procesamiento que conlleva un juego/aplicacio´n 3D.
Cuando el Motor exporta contenido a Web, dicho contenido se puede comu-
nicar facilmente con Javascript, permitiendo as´ı entablar un puente de comuni-
caciones con Rails a trave´s de Javascript, factor clave para la visualizacio´n de
los datos que tiene la aplicacio´n.
13PhysX es un chip y un kit de desarrollo disen˜ados para llevar a cabo ca´lculos f´ısicos muy
complejos. Conocido anteriormente como la SDK de NovodeX, fue originalmente disen˜ada por
AGEIA y tras la adquisicio´n de AGEIA, es actualmente desarrollado por Nvidia e integrado
en sus chip gra´ficos ma´s recientes.
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5.3. ¿Co´mo se complementan estas dos tecno-
log´ıas?
Como se justifico´ en las secciones anteriores, tanto Rails como Unity3D son
herramientas sobre las que se puede desarrollar efectivamente tanto aplicacio-
nes Web convencionales, as´ı como aplicaciones 3D, pero era necesario que ambas
tuvieran la forma de recibir y enviar mensajes a trave´s de un protocolo de comu-
nicacio´n, de tal manera que fuera transparente una llamada de una aplicacio´n
a la otra como si se tratase de una llamada local.
Dicho protocolo de comunicacio´n, fue soportado por Javascript puesto que
Rails cuenta con una librer´ıa bien soportada para convertir datos nativos de
Ruby a Javascript y ya que el contenido generado por Unity3D tiene una API
accequible escrita en Javascript para controlar el estado del contenido dentro
del browser, haciendo entonces a Javascript la herramienta o´ptima para comu-
nicar ambas tecnologias.
Cap´ıtulo 6
Desarrollo de la aplicacio´n.
6.1. Desarrollo Web.
A continuacio´n se describe detalladamente el proceso de construccio´n que se
utilizo´ para el desarrollo de la aplicacio´n web, seguiendo el esta´ndar de Rails, se
adopto´ una metodolog´ıa a´gil1 buscando velocidad en el desarrollo del producto,
as´ı como calidad, pues la aplicacio´n suplir´ıa las necesidades de los usuarios y se
entregar´ıa en un tiempo acorde segu´n los l´ımites de tiempo del proyecto.
6.1.1. Especificaciones.
El primer paso para desarrollar apropiadamente una aplicacio´n guiada por
tests(Test Driven Development - TDD), es definir las especificaciones que de-
terminan el comportamiento del sistema, dichas especificaciones ma´s tarde se
convertira´n en la base de los tests para el desarrollo de la aplicacio´n.
En este punto, se describio´ la aplicacio´n Web a ser escrita teniendo en cuenta
la definicio´n del problema y el marco referencial, la tarea principal entonces ser´ıa
integrar datos con contenidos para lograr el desarrollo final de la aplicacio´n,
despue´s de tener claro la necesidad a cubrir y de que se necesitaba brindar un
ambiente de fa´cil acceso y manipulacio´n para los usuarios, se decidio´ desarrollar
una aplicacio´n web con las siguientes especificaciones(especificaciones que mas
tarde se ampliar´ıan para la construccio´n de los test.):
• Sistema de usuarios protegido por contrasen˜a.
• Cada usuario puede registrar un portafolio.
• Cada portafolio esta compuesto por t´ıtulos.
1Es un proceso de desarrollo de software, desarrollado inicialmente por James Martin en
1980. El me´todo comprende el desarrollo iterativo, y la construccio´n de prototipos, tiende a
englobar tambie´n la usabilidad, utilidad y la rapidez de ejecucio´n.
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• Los t´ıtulos representan el estado personal de una accio´n registrada por el
usuario, para de esa manera determinar, si la inversio´n le representa a su
propietario una perdida o una ganancia.
• Dentro del portafolio se pueden agregar, actualizar, comparar y eliminar
t´ıtulos.
• Cada t´ıtulo puede ser seleccionado para inspeccionar su comportamiento
durante un rango de tiempo determinado por el usuario.
• Los t´ıtulos de cada usuario pueden ser comparados simulta´neamente con
el apoyo de los contenidos 3D.
• Los t´ıtulos se basan en la informacio´n que se obtiene al actualizar las
acciones.
• Las acciones se actualizan cada veinte minutos cua´ndo el mercado esta
abierto.
• La pa´gina principal no necesita registro, evidencia el comportamiento del
mercado con una gra´fica en 3D y muestra el estado actual de cada accio´n.
6.1.2. Definicio´n de modelos.
Con el comportamiento de la aplicacio´n claro, era necesario entonces defi-
nir los datos con los que la misma trabajar´ıa, que tablas se necesitar´ıan, que
campos, y que tipos de datos estar´ıan siendo manipulados por la aplicacio´n, y
cua´les alimentar´ıan los contenidos 3D.
Aparte de los definicio´n de los modelos involucrados, se buscaba estar en la
capacidad de trabajar bajo un patro´n ActiveRecord2 pensando en un enfo-
que ORM3 que permitiera manipular los registros de la base datos como si se
trataran de objetos definidos en el lenguaje de programacio´n Ruby.
El modelo entidad relacio´n final, y que representa la estructura de la base de
datos de la aplicacio´n es el que se muestra en la Figura 6.1, segu´n la informa-
cio´n recogida de las especificaciones, era claro que se necesitaba un modelo que
representara los usuarios, a su vez dichos usuarios tienen relacionado un porta-
folio(relacio´n 1..1 ), cada portafolio actu´a como contenedor de t´ıtulos(relacio´n
1..n), indirectamente entonces, el usuario posee t´ıtulos, como sucede en la vida
real, el modelo stock action representa la accio´n real en el mercado, y sobre la
cual existen mu´ltiples t´ıtulos asociados.
2Es un enfoque al problema de acceder a los datos de una base de datos. Una fila en la
tabla de la base de datos se envuelve en una clase, de manera que se asocian filas u´nicas de la
base de datos con objetos del lenguaje de programacio´n usado. Cuando se crea uno de estos
objetos, se an˜ade una fila a la tabla de la base de datos. Cuando se modifican los atributos
del objeto, se actualiza la fila de la base de datos. La clase envoltorio implementa me´todos de
acceso para cada columna de la tabla o vista.
3Le´ase ORM en el glosario.
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Figura 6.1: Modelo Entidad Relacio´n - Mertd(Mercado 3D)
Finalmente el modelo record es sobre el cual se registran todos los movimien-
tos de las acciones, es decir, sobre el que se hacen las actualizaciones segu´n el
estado de una accio´n, por ejemplo, cada vez que se obtiene informacio´n nueva
indicando el estado de una accio´n, un registro nuevo es agregado y guardado
en este modelo, luego este registro es usado por otros modelos para calcular el
estado de una inversio´n de forma personalizada.
La siguiente porcio´n de co´digo de la aplicacio´n, muestra claramente co´mo
se puede sacar provecho al utilizar un patro´n como ActiveRecord, segu´n este
patro´n, si existe una tabla titles debe haber una clase Title asociada, sobre la




t.portafolio = p #p es un portafolio existente cuya id es 1
t.stock_action = s_a #s_a es una accio´n existente cuya id es 15
t.save
#otra manera mas corta de hacer este regristro, podrı´a ser:
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#t = Title.new(:initial_price => 15250.66, :quantity => 10000,
# :portafolio => p, :stock_action => s_a)
#
A nivel de bases de datos, las anteriores declaraciones son interpretadas de
la siguiente manera:
INSERT INTO titles
(initial_price, quantity, portafolio_id, stock_action_id)
VALUES (15250.66, 10000, 1, 15);
Cabe resaltar que siempre sera´ ma´s ra´pido ejecutar directamente el co´digo
nativo interpretado por el motor de base de datos, pero en e´ste caso se opto por
la claridad de co´digo y la manipulacio´n de objetos pues no se requirio´ disen˜ar
consultas que hicieran que la diferencia de tiempos entre uno y otro me´todo
fuera considerable.
6.1.3. Configuracio´n.
Al tratarse de una aplicacio´n web, la configuracio´n estuvo enfocada en la
determinacio´n de que servidores web utilizar, y que motor de bases de datos,
as´ı como la integracio´n de estos con la aplicacio´n.
Servidor Web - Clusters
En el lado de los servidores, se eligio´ Mongrel4, encargado de correr la apli-
cacio´n web a modo de clusters,5 e´stos interpretan directamente el co´digo escrito
en Ruby y responden a peticiones HTPP, cua´ndo se utiliza este esquema se ne-
cesita incluir un Proxy Sever6 en la primera capa del servidor web, encargado
de enrutar las peticiones HTTP a un determinado cluster dependiendo del es-
tado de los mismos, para el desarrollo de la aplicacio´n se eligio´ Nginx7 como
servidor proxy.
Los siguientes archivos, representan la configuracio´n actual de la aplicacio´n,
tanto para Mongrel asi como para Nginx
Archivo de configuracio´n para los clusters, el nu´mero de clusters esta deter-
minado por el valor de la variable servers, el primer cluster corre en el puerto
especificado en la variable port, los puertos de los n-1 restantes clusters son
determinados incrementando en 1 el valor del puerto del u´ltimo cluster al que
4Es una libreria HTTP y un servidor web para aplicaciones escritas en Ruby. Una carac-
ter´ıstica de Mongrel es que usa HTTP plano, en vez de FastCGI o´ SCGI, para comunicarse
con otros servidores que podr´ıan estar una capa encima de e´ste.
5Los Mongrel Clusters son un conjunto de procesos de Mongrel con una configuracio´n
comu´n que pueden ser manejados por un servidor Proxy
6Es un servidor que intercepta las conexiones de red que un cliente hace a un servidor de
destino para actuar como enrutador.
7http://nginx.net/
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se le haya asignado un puerto, en este caso, el primer cluster corre en el puerto











Archivo de configuracio´n de Nginx
upstream mertd {
/* Cada uno de los mongrel clusters, en este caso dos */










if (-f $document_root/system/maintenance.html) {









if (-f $request_filename) {
break;
}
if (-f $request_filename/index.html) {
rewrite (.*) $1/index.html break;
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}





error_page 500 502 503 504 /500.html;





La integracio´n de la aplicacio´n con la base de datos, es uno de los aspectos en
los que Rails saca ventaja de su filosof´ıa CoC (Convention over Configuration),
en este punto so´lo es necesario definir que motor de base de datos soportado








Rails cuenta con tres tipos de ambientes, las l´ıneas anteriores corresponden
a la configuracio´n de la base de datos para el ambiente de desarrollo los otros
dos son: produccio´n (la versio´n que utilizan los usuarios) y test, a partir de ese
momento, la base de datos puede ser creada, modificada, o eliminada sin necesi-
dad de utilizar directamente co´digo SQL, la base de datos de Mertd fue creada
siguiendo un patro´n de migraciones[5]8 para facilitar escabilidad entre base de
datos y aplicacio´n.
A modo de ejemplo, las siguientes sentencias recrean la creacio´n de la base
de datos, y el primer modelo de la aplicacio´n siguiendo el patro´n de migraciones.
La siguiente tarea crea la base de datos basado en el archivo de configuracio´n.
rake db:create
Como se menciono´ anteriormente, la base de datos se modifica basado en
migraciones, las siguiente sentencia, muestra como crear y detallar el compor-
tamiento de una migracio´n, en este caso para crear la tabla/modelo usuarios.
8La base de datos es modificada como si se tratase de una ma´quina de estados, cada
migracio´n agrega, modifica, elimina o actualiza la estructura de la base de datos
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script/generate migration create_users
El script anterior genera un archivo en el que se definen las operaciones que
se aplicaran a la base de datos cuando la migracio´n sea ejecutada, la siguiente
porcio´n de co´digo muestra el contenido de dicho archivo utilizado en Mertd
class CreateUsers < ActiveRecord::Migration
def self.up
create_table "users", :force => true do |t|
t.column :login, :string, :limit => 40
t.column :name, :string, :limit => 100
t.column :email, :string, :limit => 100
t.column :crypted_password, :string, :limit => 40
t.column :salt, :string, :limit => 40
t.column :created_at, :datetime
t.column :updated_at, :datetime
t.column :remember_token, :string, :limit => 40
t.column :remember_token_expires_at, :datetime
end






Para cada migracio´n se debe definir una tarea dependiendo si se realiza la
migracio´n o si por el contrario se esta revirtiendo una migracio´n[8], la migracio´n
anterior por ejemplo, para ser revertida utiliza la sentencia drop table.
Finalmente para actualizar la base de datos se corre la migracio´n mediante
una tarea rake9.
rake db:migrate #crea la tabla usuarios ("users")
rake db:rollback #elimina la tabla usuarios ("users")
6.1.4. Daemon - Stock Getter
Al ser una aplicacio´n que necesita estar constantemente recolectando da-
tos desde sitios externos, se hizo necesario la implementacio´n de un Demonio
o´ Daemon10 que desarrollara esta tarea, pues una implementacio´n dentro de
9Un programa de construccio´n de Ruby con caracter´ısticas similares a make
10Le´ase Daemon en el glosario.
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la aplicacio´n web, al estar corriendo en un mismo proceso, representar´ıa un sa-
turamiento innecesario que podr´ıa repercutir en el rendimiento de la aplicacio´n
al procesar peticiones HTTP y consecuentemente en la experiencia del usuario.
El Daemon, se encarga entonces, de recolectar datos nuevos cada 20 minu-
tos mientras que el mercado accionario se encuentre abierto, dicho mercado esta
abierto, de Lunes a Vierns de 09:00am a 01:00pm en zona horaria Colombiana
(GMT -5), una vez el mercado cierra, el Daemon determina la pro´xima fecha
en que el mercado abrira´, calcula los segundos desde el momento actual hasta
esa fecha, y entra en estado ‘dormido’ hasta que el mercado vuelva a abrir, y se
repita la tarea cada 20 minutos.
A continuacio´n se muestra la definicio´n del Daemon que recoge los nuevos
registros para las acciones en la aplicacio´n. (cabe anotar que se ejectua como
un proceso independiente de la aplicacio´n y automatizado.)
#!/usr/bin/env ruby
require File.expand_path(File.dirname(__FILE__)) + ’/../../config/boot’
rails_root = File.expand_path RAILS_ROOT
ENV["RAILS_ENV"] ||= "production"
Dir.chdir(rails_root) # Change current directory to RAILS_ROOT
require "config/environment" # Start up rails










col_time = s.time #gets the current colombian time
if s.open?
#Hopefully using this statment we dont have to use a monitor.
ActiveRecord::Base.connection.reconnect!
s.parsing
ActiveRecord::Base.logger.info "Getting Stock info at #{col_time}.\n"
#lets close the logger.
RAILS_DEFAULT_LOGGER.auto_flushing = 1000
sleep 1200 #1200 secs = 20 mins.





"Deleting last day records, last day => #{s.last_day}")
end
ActiveRecord::Base.logger.info "Sleeping at #{col_time}.\n"
RAILS_DEFAULT_LOGGER.auto_flushing = 1000
sleep s.secs_til_open #sleeps til next open day.
end
end
Al ser un proyecto con fines acade´micos el Daemon no reconoce d´ıas festivos.
6.1.5. TDD Cycle
Siguiendo una metodolog´ıa como TDD(Test Driven Development o´ Desa-
rrollo Guiado por Pruebas) se realizo´ el desarrollo del nu´cleo de la aplicacio´n,
esta pra´ctica de programacio´n se usa generalmente para lograr un co´digo lim-
pio y funcional, la idea es que se utilicen las especificaciones/requerimientos
definidos anteriormente, para que sean traducidos en pruebas, cada vez que el
conjunto de pruebas que definen un requerimiento pasan, se garantiza que la es-
pecificacio´n ha sido implementada correctamente[2][1]. Otro punto importante,
es el de hacer pruebas pequen˜as con el fin de determinar bajo que condiciones
se introduce un error, o´ cuando falla la aplicacio´n.
El ciclo entonces consiste en que para cada especificacio´n, se debe:
1. Escribir el test antes de la implementacio´n.
2. Escribir la implementacio´n.
3. Correr el conjunto de tests.
4. Corregir errores en caso de que la prueba falle, de otro modo, avanzar a
la siguiente especificacio´n.
A continuacio´n, se muestra el co´digo para el test e implementacio´n, de la
especificacio´n para la creacio´n/actualizacio´n de t´ıtulos con datos va´lidos.
#Titles controller specification. Test File.
...
describe "responding to POST create" do
CAPI´TULO 6. DESARROLLO DE LA APLICACIO´N. 21
def do_post






@mock_stock = mock_model(StockAction, :save => true,
:name => "ALMACENES EXITO", :id => 1)
@params = {:title => {:quantity => 301, :initial_price => 14000.23},




describe "receiving existing title and valid params" do
it "should update the title" do
@mock_title = mock_model(Title, :save => true,











Con el conjunto de tests definidos, se procede a escribir la implementacio´n
para una determinada especificacio´n, en este caso, para la creacio´n/actualizacio´n
de t´ıtulos dentro de un portafolio; A continuacio´n se muestra el co´digo pertene-
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price = params[:title][:initial_price]
if t.update_attr_average(quantity.to_i, price.to_f)
format.html { redirect_to(portafolio_path(@portafolio)) }
else
format.html { redirect_to :back }






format.html { redirect_to(portafolio_path(@portafolio)) }
else
format.html { redirect_to :back }




format.html { redirect_to :back }




De esta manera, se itera a trave´s de todas las especificaciones, para conse-
cuentemente escribir, tests e implementacio´n, asegurando que la aplicacio´n hace
lo que debe hacer.
6.2. Desarrollo Contenidos 3D
La arquitectura dentro de una escena en Unity3D consiste en un conjunto
de GameObjects que interactu´an entre si para mostrar un evento/animacio´n
en una escena; Dichos objetos se comunican, basa´ndose en una jerarqu´ıa de
objetos, donde la traslacio´n/rotacio´n/escalamiento de un padre afecta directa-
mente a los hijos Figura6.2.
En este caso, si se rotara/escala´ra/moviera el objeto ‘Coords’, a su vez a los
objetos que se encuentran dentro de ‘Coords’ tambie´n se les aplicar´ıa la trans-
formacio´n.
Se decidio´ entonces dividir el programa en 3 grandes mo´dulos principales pa-
ra facilitar tanto desarrollo como mantenimiento de los contenidos 3D, Dichos
modulos le envian informacio´n a los otros para renderizar los contenidos 3D.
Figura6.3
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Figura 6.2: Jerarqu´ıa de Objetos en Unity3D.
6.2.1. Mo´dulo de deteccio´n de datos e informacio´n del ex-
terior:
Este mo´dulo se encarga de recibir la informacio´n que tiene cada accio´n que
proviene desde la aplicacio´n Web parsea´ndola y organiza´ndola para que los otros
mo´dulos de la aplicacio´n la entiendan; posteriormente carga en memoria dicha
informacio´n para as´ı utilizarla apropiadamente en el tipo de gra´fico que se esta
renderizando.
Este mo´dulo solo es usado cada vez que se le inyectan datos a los contenidos
3D o´ cada vez que el usuario pide cambiar el tipo de gra´fica a mostrar.
6.2.2. Modulo de informacio´n de Objetos:
Este mo´dulo se encarga de recolectar la informacio´n almacenada en memo-
ria y cargar para cada objeto que se va a mostrar en la escena, la informacio´n
pertinente del mismo.
Este mo´dulo se encarga del manejo de menu´s y todo lo que tiene que ver con
la interaccio´n del usuario con la aplicacio´n, es llamado constantemente cada vez
que el usuario desea averiguar informacio´n relevante de una accio´n, y se comu-
nica una sola vez con el mo´dulo de deteccio´n de datos e informacio´n del exterior.
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Figura 6.3: Arquitectura de los contenidos 3D
6.2.3. Mo´dulo de renderizado de escena (Grapher):
Finalmente, e´ste mo´dulo se encarga de lo que es el dibujado de la informa-
cio´n proveniente del modulo de informacio´n de objetos; e´ste mo´dulo nunca se
entiende con el mo´dulo de datos e informacio´n del exterior.
Para graficar la escena, se recorren todos los nodos que posee el mo´dulo de
informacio´n y se gra´fica (dependiendo del tipo de gra´fico) cada nodo[10].
Cabe aclarar que se debe hacer un ‘vaciado de hijos’ del objeto Grapher cada
vez que se visualizan contenidos, para no introducir leaks11 de memoria.
Basicamente 4 tipos de gra´ficos fueron los que se decidieron desarrollar: Ba-
rras, Espiral, Superficie y el Campo. Cada gra´fica ofrece informacio´n relevante
para cada tipo de variable que se esta analizando.
Barras [6.4:] Son las t´ıpicas barras que se pueden encontrar en cualquier
visualizacio´n de acciones, pero con el valor agregado de que permiten ver el
comportamiento de una o varias acciones a trave´s del tiempo.
11Ocurre cuando un bloque de memoria reservada no es liberada en un programa de compu-
tacio´n. Comu´nmente ocurre porque se pierden todas las referencias a esa a´rea de memoria antes
de haberse liberado. Dependiendo de la cantidad de memoria perdida y el tiempo que el pro-
grama siga en ejecucio´n, este problema puede llevar al agotamiento de la memoria disponible
en la ma´quina.
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Estas barras muestran variables como el porcentaje de variacio´n, Cantidad
negociada, y Precio; Dichos valores son trabajados de modo percentil para po-
der comparar las otras acciones que tienen precios diferentes, pues una accio´n
puede valer $5 mientras que otra puede valer $20000.
Figura 6.4: Ejemplo de Visualizacio´n por Barras.
Espiral [6.5]: Este tipo de gra´fica permite comparar rendimientos de varias
acciones por medio del porcentaje de variacio´n de cada una en un momento
determinado, es el u´nico tipo de gra´fico que no permite comparar acciones a
trave´s del tiempo, pues lo u´nico que interesa en este gra´fico, es determinar de
una manera fa´cil y ra´pida que acciones esta´n generando mas rentabilidad, cuales
esta´n perdiendo y cuales esta´n invariantes en un tiempo dado.
Figura 6.5: Ejemplo de Visualizacio´n por Espiral.
Superficie [6.6]: Este tipo de gra´fico tambie´n compara rentabilidades de dos
o mas acciones a trave´s del tiempo, con respecto a la mayor/menor rentabilidad
de todas las acciones en un momento determinado mientras que genera una su-
perficie 3D que describe el comportamiento de la bolsa a medida que transcurre
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el tiempo.
Figura 6.6: Ejemplo de Visualizacio´n por superficies de rentabilidad.
Campo [6.7]: Es el tipo de gra´fico mas complejo que se realizo´, pues en
este gra´fico se comparan variables de Cantidad Vs Rentabilidad a trave´s del
tiempo[4], entonces por medio de estas variables se puede inferir si una accio´n
se esta transando en la bolsa en mucha cantidad o no y si dicha accio´n esta
siendo rentable; Este gra´fico provee una serie de ‘zonas’ que ayudan al usuario a
entender el estado de las acciones en un momento dado, y as´ı inferir fa´cilmente
si la accio´n esta generando pe´rdidas o ganancias y si esta muy o poco demandada
Figura 6.7: Ejemplo de Visualizacio´n por Campos.
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6.3. Desarrollo protocolo de comunicacio´n.
Para el conectar los contenidos 3D con toda la aplicacio´n web, como se men-
ciono´ en secciones anteriores, se desarrollo´ un protocolo escrito en Javascript,
puesto que Unity3D permite el llamado a funciones implementadas dentro del
motor por medio de este lenguaje.
Fue as´ı como por medio de paso de mensajes y llamadas a funciones, se
implemento´ el protocolo de comunicaciones, dicho protocolo actu´a como canal
sobre el que pasan mensajes a trave´s de funciones nativas de Javascript desde
la aplicacio´n web (Ruby cuenta con una librer´ıa especifica para serializar obje-
tos a Javascript) a un Objeto Unity3D que arroja el player, dichas funcio´nes
permiten hacer llamadas nativas a funciones de los contenidos 3D, facilitando
este proceso que en un principio pareciera ser ma´s tedioso.
El principal problema que se presento´ a la hora de disen˜ar el protocolo fue que
el contenido HTML se cargaba antes y mas ra´pido que el contenido en 3D, lo que
conducia eventualmente a la perdida de mensajes y a la incorrecta graficacio´n
de los datos. Para solucionar este problema se implemento´ una llamada desde
el contenido 3D a la aplicacio´n web a trave´s del protocolo que indica cuando un
contenido esta listo para recibir datos, y de esta manera graficar correctamente
los datos.
A continuacio´n se muestra la parte del protocolo y la funcio´n implementada
desde el motor, que indica cuando el contenido esta listo para recibir y enviar
mensajes.






if(this.getAttribute(’altHTML’) != "") {
document.write(this.getAttribute(’altHTML’));






findEar: function () {
this.unityEar = "";
if (navigator.appVersion.indexOf("MSIE") != -1 &&
navigator.appVersion.toLowerCase().indexOf("win") != -1) {
this.unityEar = document.getElementById(this.getAttribute(’id’)+"_object");
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msg: function (unObj, unFunc, unVar) {
this.unityEar.SendMessage(unObj, unFunc, unVar);
}
La siguiente porcio´n de co´digo manda una sen˜al hacia el protocolo imple-
mentado en Javascript, indicando que la aplicacio´n esta lista para renderizar
contenidos.
//Funcion implementada en Unity3D
function Update() {







• Se puede aprovechar las nuevas tecnolog´ıas de informacio´n, las teor´ıas de
ambientes virtuales y las ventajas que ofrece la web 2.0 para potenciar
el entendimiento del estado actual de las inversiones. De esta forma se
puede observar que las plataformas web pueden ser un gran apoyo para
llevar a cabo los procesos de visualizacio´n, propiciando entornos que no
eran imaginados hace unos an˜os atra´s.
• Las gra´ficas 3D son herramientas de toma de decisiones en el mercado
bursa´til mas poderosas que las convencionales gra´ficas bidimensionales,
ya que estas ofrecen una visio´n global del movimiento accionario.
• Mejorar la experiencia del usuario en cuanto a interaccio´n con la aplicacio´n
puede ser tenido en cuenta en un futuro, pues a medida que se incrementa
la facilidad para maniobrar los contenidos, el usuario estara´ en la capaci-
dad de asimilar ma´s fa´cilmente los gra´ficos.
• Las herramientas tecnolo´gicas de visualizacio´n + Web2.0 necesitan estar
apoyadas en unos lineamientos metodolo´gicos para ayudar a potencializar
y agilizar el desarrollo, de otra manera, tener una plataforma que no este
testeada o que presente varios problemas, es incurrir en mas esfuerzos y
gastos en el proceso de desarrollo
• Aplicar un esta´ndar para el desarrollo de aplicaciones Web 2.0 como el TDD
trae grandes ventajas y facilita el manejo y desarrollo de la aplicacio´n, pues
de esta forma la misma tendra´ unas caracter´ısticas mejor desarrolladas en
cuanto a reusabilidad, accesibilidad y seguimiento al usuario.
• Antes de desarrollar una aplicacio´n es necesario conocer todo el modelo
de negocio de la institucio´n cliente, ya que sin hacer un ana´lisis del en-
torno es imposible modelar una solucio´n que se adapte a las necesidades
espec´ıficas y a las caracter´ısticas de los usuarios. Del mismo modo, realizar
un proceso de planeacio´n previo al desarrollo del producto es importante
para distribuir de una forma mejor los recursos disponibles.
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• Por medio de la visualizacio´n 3D se pueden observar clara y dida´cticamente
los patrones de fluctuacio´n del mercado
• Utilizar herramientas y plataformas existentes para adaptarlas a las nece-
sidades espec´ıficas de la aplicacio´n solicitada trae mucha facilidad, ahorro
de tiempo y esfuerzo, pues de esta forma se puede enfocar en las nuevas
funcionalidades y en el modelado del problema. En nuestro caso especifico,
utilizar y apoyarnos en Rails + Unity3D para ofrecerle al usuario los ser-
vicios requeridos de interaccio´n (Agregar acciones, ganancias diarias, ga-
nancias totales.) fue de gran utilidad porque no fue necesario implementar
el sistema desde cero y no se necesitaron crear elementos ya existentes.
De esta forma nos pudimos enfocar primordialmente en las necesidades
espec´ıficas de los jugadores en la bolsa, permitiendo acotar el problema
y trayendo finalmente beneficios que se vieron reflejados en el ahorro de
tiempo y facilidad de la implementacio´n.
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