Automation in Theatre Stage Technology by Bartovičová, Slavomíra
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMAČNÍCH TECHNOLOGIÍ
ÚSTAV POČÍTAČOVÉ GRAFIKY A MULTIMÉDIÍ
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER GRAPHICS AND MULTIMEDIA
AUTOMATIZACE V DIVADELNÍ JEVIŠTNÍ
TECHNOLOGII
AUTOMATION IN THEATRE STAGE TECHNOLOGY
BAKALÁŘSKÁ PRÁCE
BACHELOR‘S THESIS
AUTOR PRÁCE Slavomíra Bartovičová
AUTHOR
VEDOUCÍ PRÁCE Doc. Dr. Ing. Pavel Zemčík
SUPERVISOR
BRNO 2012
Abstrakt
Táto práce se zaobírá vizualizací divadelního jeviště. Popisuje jevištní techniku, jednotlivé
komponenty a jich činnost a způsob jejího řízení a pohybu. Přibližuje pojem modelování a simulace,
protože vizualizační software simuluje pohyb komponent. V rámci téhle práce byl implementován
vizualizační software. Jeho návrh a implementace je popsaná v této práci.
Abstract
This work deals with the visualization of the theater stage. Describes stage technique, the individual
components, their activities and way of management and movement. Brings the concept of modeling
and simulation, because visualization software simulates the movement of components. As part of
this work was implemented visualization software. Its design and implementation is describes in this
work.
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21 Úvod
Už od pradávna ľudia prinášali rôzne vymoženosti na svetlo sveta. Najskôr si pomáhali ručnou
výrobou. Neskôr však nastala priemyselná revolúcia, ktorá zmenila celé hospodárstvo.
Zavádzala sa mechanizácia, ktorá ľudom poskytla zariadenia k práci. Ľudská prítomnosť bola
ale stále nevyhnuteľná. Pre človeka je prirodzené, že chce pokračovať v bádaní a vynaliezaní,
preto sa začal vyvíjať nový smer, automatizácia. Pod pojmom automatizácia je myslené použitie
riadiacich systémov pre riadenie zariadení. Jej hlavnou úlohou je obmedzenie ľudského zásahu
popr.  ľudskej prítomnosti pri ovládaní a riadení strojov. Cieľom komplexnej automatizácie je
vyradenie človeka z celkového konkrétneho procesu výroby. Momentálne niečo podobné nie je
v praxi uskutočniteľné. Tento smer sa neustále rozvíja v každej oblasti. Ani oblasť divadelných
technológií sa tomu nevyhla.
Divadlo má dôležité miesto medzi kultúrnymi vyžitiami. Ľudia ho ospevovali nielen
v minulosti, keď sa začalo vytvárať, ale aj počas jeho vývoja. Je neodlúčiteľnou súčasťou
kultúry. Ľudia v ňom hľadajú nie len zábavu, či oddych od každodenných povinností, ale aj
umeleckú stránku. Divadlo sa vyvíjalo v umeleckom smere, ale aj v technickom. Do divadiel
boli zavádzané rôzne techniky. Prvými zariadeniami, ktoré sa ujali v divadle, boli ručne
ovládané rôzne kladky a iné mechanizmy. Novými prírastkami sa stali prístroje, ktoré bolo
možné ovládať motorovým pohonom. Tieto prístroje sú v dnešných moderných divadlách veľmi
rozšírené ale stále sa využívajú aj ručne ovládané zariadenia. Ako bolo spomenuté
automatizácia prenikla aj do tejto oblasti. Hlavným zámerom automatizácie v divadelnej oblasti
je vytvoriť riadiaci systém, ktorým by bolo možné ovládať jednotlivé zariadenia divadla.
V súčasnej dobe sa touto problematikou už zaoberá veľa spoločností pôsobiacich v danej
brandži. Mnohé z nich poskytujú svoj vlastný riadiaci systém, ktorý bol vyrobený pre riadenie
zariadení, ktoré daná spoločnosť poskytuje divadlám.
Hlavnou funkciou riadiaceho systému je poskytnúť divadelnému pracovníkovi
užívateľské prostredie, pomocou ktorého môže pristupovať k jednotlivým zariadeniam, pozrieť
si ich stav, uvádzať ich do činnosti, regulovať ich činnosť a zastaviť ich činnosť. Tento základ
už je vyriešený, preto som sa tomu nechcela venovať. Zaujal ma smer vizualizácie divadelného
javiska. Režiséri, scenáristi a ďalší tvorcovia divadelného umenia nemajú v súčasnosti prístup
k žiadnym vizualizačným softvérom, ktoré by im uľahčili prácu pri tvorbe predstavenia. Z tohto
dôvodu by mohlo byť vytvorenie metodiky vizualizačného softvéru vítané. Vizualizačný softvér
by mal byť skoordinovaný s divadelnou technikou a spolupracovať s riadiacim systémom.
Zavedenie by mohlo byť výhodné i z komerčného hľadiska, pretože by na trh prišlo niečo nové
a zaujímavé. Druhým aspektom by bolo pomoc pri vytváraní predstavenia. Ďalšie výhody by
záviseli od konkrétnych funkcií, ktoré by ponúkal. Na základe spomenutých skutočností som si
zvolila za cieľ tejto práce navrhnúť metodiku jednoduchého vizualizačného softvéru javiska
a jeho pohybu.
3V tejto časti by som chcela stručne popísať jednotlivé kapitoly, ktoré sa nachádzajú
v práci. Druhá kapitola popisuje divadelnú techniku, jej jednotlivé komponenty, princíp ich
činnosti. Zaoberá sa riadením divadelných zariadením a ako sa uskutočňuje ich pohyb. Keďže
vizualizačný softvér bude zobrazovať modely jednotlivých reálnych komponent a simulovať ich
pohyb je potrebné popísať čo obnáša modelovanie a simulácia. Tomu by som sa chcela venovať
v rámci tretej kapitoly. V tejto časti by som chcela priblížiť konkrétne modelovacie softvéry.
V nasledujúcej kapitole by som chcela analyzovať výber oblasti automatizácie divadelných
javiskových technológií a výber modelovacieho softvéru. Po zvolení prostriedkov na vytvorenie
softvéru popíšem návrh vizualizačného softvéru v piatej kapitole. V tejto časti by som chcela
rozvinúť problémy, ktoré by mohli nastať pri implementácii a navrhnúť rozdelenie do menších
celkov. V predposlednej kapitole by som chcela priblížiť ako prebiehala implementácie
jednotlivých častí daného softvéru a popis použitých funkcií. Záverom by som chcela
podotknúť, ako sa mi podarilo uskutočniť cieľ práce a to vytvorenie vizualizačného softvéru pre
javiskové zariadenia.
42 Divadelná technika
Divadlo ľudom odpradávna poskytovalo zábavu, oddych, či kultúrne vyžitie. Postupom času sa
stále viac rozvíjalo nielen po divadelnej stránke, ale aj čo sa týka technického vybavenia. Ľudia
si vytvárali rôzne zariadenia, aby im uľahčili prácu. Spočiatku boli vytvárané zariadenia
ovládané ručne. Neskôr ale komerčné firmy začali ponúkať rôzne technické zariadenia, ktoré
postupom času nahrádzali a stále nahrádzajú tieto ručne ovládané zariadenia. Divadelná
technika sa postupne formovala a pre súčasné moderné divadlá sa stala nevyhnutnou. Divadelná
technika v sebe zahŕňa množstvo zariadení, ktoré uľahčuje prácu divadelným pracovníkom.
Niektoré jej časti sa podieľajú na tvorbe efektov počas predstavenia. Vyžaduje osobitný prístup,
čo sa týka návrhu, výroby, použitia a údržby kvôli špecifickým požiadavkám, ktoré sú kladené
na výsledné zariadenia. V rámci tejto práce sa budem zaoberať z celkovej divadelnej techniky,
ktorá sa môže nachádzať v divadle javiskovou technikou. Táto časť divadelnej techniky sa
v súčasnej dobe stále viac rozvíja a využíva. Javisková technika v sebe zahŕňa technologické
zariadenia, ktoré sa rozdeľujú na[2]:
 Scénická mechanika
 Javiskové a hľadiskové osvetlenie
 Elektroakustické ozvučenie
 Kinotechnika
Tieto štyri partie musia spolu koordinovať. Technologické vybavenie divadla a funkcie vyššie
spomínaných častí javiskovej techniky nie sú presne dané pre každé divadlo. Ich úroveň sa
odvíja od potrieb konkrétneho divadla a od požiadaviek vedúcich pracovníkov divadla.
V súčasnosti sa mnohé spoločnosti, ktoré sa venujú výrobe a vývoju prostriedkov pre divadlo,
snažia o automatizáciu týchto technológií. Kinotechnika nie je povinnou súčasťou divadla
v Českej republike. Kinotechnika, javiskové a hľadiskové osvetlenie a elektroakustické
ozvučenie nie je dôležité v rámci tejto práce, preto nebude bližšie popísaná.
2.1 Scénická mechanika
Informácie v tejto kapitole boli prevzaté z [1] a [2]. Scénická mechanika zastáva dôležité
postavenie v rámci chodu divadla. Vykonáva horizontálny pohyb na všetky smery a vertikálny
pohyb jednotlivých dynamických častí javiska. Pre niektoré komponenty umožňuje točivý
pohyb. Táto funkcia pomáha divadelným pracovníkom pri budovaní scény a podieľa sa na
výslednom tvare javiskového priestoru. Úlohou vyššie spomínaného mechanizmu je zaistiť
rýchlu a bezpečnú výmenu dekorácií, pripevnenie scénických prvkov, presun scénického
vybavenia na javiskový priestor. Medzi najviac používané zariadenia patrí javiskové stoly,
točne, ťahy, prepadla a opony. Ďalšie prvky sa používajú málokedy.
5Delí sa na:
 Hornú mechanizáciu javiska
 Spodnú mechanizáciu javiska
V nasledujúcej časti popíšem hlavné súčasti daných dvoch mechanizácií.
Horná mechanizácia javiska
 Točňa – Točňa je zariadenie tvorené kruhovou doskou, ktoré umožňuje otáčavý pohyb.
Nenachádza sa v každom divadle. Používa sa hlavne  pri otvorenej opone a pre tvorbu
scény. Väčšinou býva ovládaná z jedného miesta, jej pohon je zabezpečený
hydraulickým alebo asynchrónnym motorom. Pre pohon sa väčšinou používa
jednosmerný elektrický motor s lanovým prevodom. Pri niektorých točniach je možné
vybratie časti podlahy pre použitie prepadla. Základ točne je možné vidieť na obrázku
2.1.
Obrázok 2.1: Základ točne
 Prepady - Výťahové zariadenia slúžiace pre presun osôb alebo predmetov spod javiska,
na úroveň javiska počas divadelného predstavenia. Používajú sa spolu s dvíhajúcimi
stolmi, u ktorých je možné vybrať časť podlahy, aby bol možný prechod prepadla.
Prepadla je možné ovládať ručne alebo z ovládacieho pultu, podľa spôsobu výroby.
 Javiskové vozy - Javiskové vozy sa používajú na horizontálny pohyb po javiskovom
priestore. Slúžia pre tvorbu scény, pre presun dekorácií. Možno ich použiť aj pre
6docielenie lepších divadelných efektov. Ak sú vozy bez motorového pohonu, sú
ovládané ťahom lana inak z ovládacieho pultu.
 Zdvíhajúce stoly - Zariadenie, ktoré vykonáva vertikálny pohyb. Využíva sa pre
vytvorenie scénického efekt a pre presun divadelných dekorácií. Súčasťou podlahy
stolov sú vyberateľné panely. Pod takým stolom je možné postaviť prepadlo a po
vybratí panelu ho použiť.  Niektoré stoly  majú funkciu, ktorá umožňuje zmeniť polohu
podlahy stolu z vodorovnej roviny do šikmej.
Obrázok 2.2: Nožnicový stôl
Ovládanie ja zabezpečené v rámci ovládacieho pultu, ktorý má výhľad na celé javisko.
Zdvíhanie a znižovanie stola sa uskutočňuje jedným zo štyroch možných mechanizmov. Lanový
mechanizmus využíva zásady kladkostroja s pohonnou jednotkou (navijak s elektromotorickým
pohonom alebo rotačným hydromotorom, popr. priamočiary hydromotor). Nožnicový
mechanizmus používa nožnice. Pohon vykonáva pohybová skrutka s elektromotorickým
pohonom alebo priamočiary hydromotor. Hlavným prvkom skrutkového mechanizmu je zvislá
skrutka, používa skrutkový pohon. Hydraulický mechanizmus využíva hydraulický pohon.
Spodná mechanizácia javiska
 Opona - Opona je riešená ako samostatný systém. Má rôzne funkcie v javiskovom
priestore. Požiarna opona oddeľuje javisko od hľadiska, je potrebná z dôvodu členeniu
divadla na požiarne úseky. Hlavnou úlohou akustickej opony je vytvorenie hranice
medzi hlavným javiskom a pomocnými javiskami. Slávnostná opona je dôležitá
z hľadiska umeleckého dojmu z predstavenia. Má na starosti zahájenie a ukončenie
predstavenia. Hracia opona sa využíva počas divadelného predstavenia. Oddeľuje
7javisko od hľadiska na úrovni portálového priestoru. Revuálna opona rozdeľuje
javiskový priestor na viac častí. Pohyb opony môže byt horizontálny alebo vertikálny
podľa jej funkcie.
 Ťahy - Ťah je vlastne kladka, pomocou ktorej sa dosahuje vertikálneho pohybu.
Umožňuje presúvať osvetľovacie, dekoratívne a iné komponenty alebo osoby
v javiskovom priestore. Bývajú ovládané ručne, ťahom lana. V divadlách sa vyskytujú
vo veľkom množstve pre ich tichý a rýchly pohyb. Ich nedostatok, závislosť na ľudskej
práci, viedol k vzniku ťahov ovládaných pomocou motorového pohonu. V súčasnosti sú
pre tento účel aktuálne hlave asynchrónne a hydraulické motory. Podstatnou súčasťou
tohto mechanizmu je brzda. Ťahy môžu byť bodové (viz obrázok 2.3) využívajúce jeden
bod pre zavesenie alebo prospektové (viz obrázok 2.4), ktoré využívajú viac bodov pre
zavesenie predmetu. Ťahy možno použiť aj pomocou ich vzájomnej spolupráce, tak že
jedno teleso môže byť upevnené na viac ako jednom ťahu. Rošt povraziska slúži na
umiestnenie držiakov kladiek ťahov. Nachádza sa nad javiskom v podstrešnom
priestore. Javiskové lávky umožňujú obsluhu a údržbu javiskových ťahov.
Obrázok 2.3: Bodový ťah Obrázok 2.4:
 Portál - Portál vizuálne ohraničuje obraz hracej plochy. Môže sa použiť na zachytenie
rôznych telies. Hlavné časti, z ktorých sa skladá, sú portálový most a portálové veže.
82.2 Riadenie divadelnej scény
Prevádzku javiskovej techniky zabezpečuje prevádzkový súbor Elektromotorická inštalácia
k scénickej mechanike. Skladá sa z[2]:
 Príslušných motorických rozvádzačov
 Ovládacích pultov
 Ovládacích skríň
 Panelov
 Ovládačov pomocných obvodov
 Príslušných rozvodov
Súčasným trendom v oblasti výroby techník pre divadlá je snaha o automatizáciu divadelných
technológií. Množstvo spomenutých zariadení je riadených pomocou automatických systémov
namiesto ručného riadenia. Ich hlavnou funkciou je riadenie regulovaných a neregulovaných
pohonov, sledovanie a regulácia polohy pohonov, synchrónny a asynchrónny pohyb viacerých
regulovaných zariadení, diagnostika systému riadenia a užívateľské rozhranie pre obsluhu. Pri
regulácii polohy je veľmi dôležitá presnosť. Pri presúvaní komponentov musí byť regulácia
presná a šetrná. Dojazd musí byť tiež veľmi presný. Preto je nevyhnutné určiť optimálnu
trajektóriu a výkonný regulačný algoritmus s minimálnou odchýlkou. Optimálna trajektória
zabezpečuje najrýchlejší presun z jednej polohy do druhej  pri maximálnej rýchlosti ťahu.
Užívateľské rozhranie umožňuje priamo ovládať jednotlivé komponenty, ich prestavbu, ale aj
definovať jednotlivé premenné pre ovládanie komponent počas predstavenia. Dôležitý je
jednoduchý prístup a ovládanie. Osoba musí mať oprávnenie používať toto rozhranie, pretože
má na starosti chod všetkých dynamických komponentov a bezpečnosť. [4]
Riadenie pohybu komponentov javiska
Základnou schémou pôsobenia riadenia pohybu komponentov je zobrazené na obrázku 2.1.
Z riadiacej jednotky vychádza riadiaci signál k zariadeniu. Pohyb sa uskutočňuje pomocou
pohonu pri riadení pohybu. Napätie na motore posunu je nastavovacím signálom.
Obrázok 2.1: Schéma pôsobenia
9Motor s riadenou veličinou tvoria riadený systém. Dráha, ktorú prejde zariadenie, je v tomto
prípade riadenou veličinou. Elektrický riadiaci systém pozostáva z elektrickej jednotky
a nastavovacieho člena (napr. servomotor).[5]
Komponenty javiska bývajú najčastejšie riadené pomocou elektrického pohonu. V súčasnosti sa
najviac využíva asynchrónny elektrický pohon. Elektrický pohon je súbor prostriedkov, ktorý
zabezpečuje pohon pomocou elektrickej energie. Je spojený s napájacou sieťou pomocou
spínacieho prvku, filtru a polovodičovými meničmi, ktoré nastavujú parametre napájacej siete
na základe regulačných požiadaviek. Riadiaci systém ovplyvňuje vlastnosti elektrického
pohonu. Mechanika pohonu je popísaná v nasledujúcich štyroch bodoch[6]:
 Moment hnací – je vytváraný elektrickým strojom. Pri neregulovaných pohonoch sa
pracuje s vlastnosťami akčného člena, charakterom záťaže a parametrami napájacej
siete. Regulované pohony umožňujú zaistiť definovanú odozvu, ktorá je odvodená
z veľkosti a časovým priebehom momentu.
 Moment záťažový – podľa potrebného výkonu pohonu sa poháňané mechanizmy delia
do rôznych skupín.
 Záťažový diagram – popisuje závislosť momentu na rýchlosť, na polohe, a časovú
závislosť momentu.
 Moment dynamický - popisuje zrýchľovanie a spomaľovanie pohybu.
Pohybová rovnica pohonu má všeobecný tvar[6]:
zd MMM 
Kde M je moment zotrvačnosti a Mz predstavuje užitočný a stratový moment.
Riadiace systémy budú bližšie v nasledujúcej podkapitole. Nevyhnutným členov riadiaceho
systému je regulátor. Umožňuje regulovať pohyb komponentu na základe spätnej väzby
senzorov a príslušných parametrov. Jeho činnosť bude bližšie popísaná v podkapitole 2.4.
2.3 Riadiace systémy
Informácie v tejto kapitole boli prevzaté z [8]. Aby bolo možné vykonávať pohyb zariadenia,
musí sa zaviesť riadiaci systém, ktorý by ovládal zariadenie. Riadiace systémy sa využívajú
v rôznych oblastiach, pričom ich výroba sa odvíja hlavne od požiadavkou zákazníka. Prvotné
činnosti, ktoré má na starosti, je riadiť, regulovať a spravovať pohyb rôznych zariadení. Riadiaci
systém môže byť hardwarový alebo softvérový systém. Riadiace systémy sa môžu deliť podľa
rôznych klasifikačných kritérií. Podľa spôsobu riadenia sa najčastejšie delia na:
 Spätnoväzbové
 Lineárne
 Logické
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 Sekvenčné
Málokedy sa využíva riadiaci systém, ktorý spadá len do jednej z týchto štyroch kategórií. Často
sa tieto spôsoby riadenia obmieňajú alebo kombinujú. Spätnoväzbove využívajú spätnú odozvu
od senzorov, vďaka ktorej možno odhaliť chybový stav. Naproti tomu stoja sekvenčné systémy,
ktoré nedostávajú spätnú väzbu. Pracujú s akčnými členmi skrz sekvencie príkazov. Logické
riadenie je zabezpečené programovateľnými logickými zariadeniami. Logické systémy sa veľmi
využívajú v súčasnosti. Posledným spomenutým spôsobom riadenia je lineárne, ktoré zaisťujú
riadenie pomocou riadiacich signálov. Druhým klasifikačným kritériom je použitá technológia,
na základe ktorej sa riadiace systémy delia na:
 Programovateľné automaty (PLC) - Programmable Logic Cotrollers sú spoľahlivé
a majú jednoduché rozdelenie riadiacej štruktúry. Veľkou výhodou sú nízke náklady,
ale poskytovali vývojárom nedostatočné programátorské pohodlie. Preto bolo nutné
vytvoriť programovací jazyk, ktorý by umožňoval zápis logických a reléových schém
a boolovských rovníc. Základom pre PLC je mikroprocesor, ktorý vykonáva inštrukcie.
 Distribuované riadiace systémy  (DCS) - Distributed Control System rozdelujú riadenie
príslušných častí do subsystému. Tieto subsystémy sú riadené jedným popr. viacerými
radičmi. Komunikáciu medzi subsystémami zabezpečuje sieť, ktorá ich prepojuje.
Oproti PLC sa vyznačujú nízkou spoľahlivosťou a vysokou cenu. Hlavnými výhodami
sú programátorské pohodlie a vysoký výpočtový výkon.
 Priemyselné počítače (IPC) - Industry musia spĺňať špecifické požiadavky oproti
osobným počítačom. Hlavne preto boli v minulosti oveľa drahšie ako osobné počítače.
Poskytujú programátorovi veľký komfort. Medzi operačné systémy, ktoré sa zavádzajú
do priemyselných počítačov patrí napríklad OS Microsoft NT alebo varianta OS UNIX.
2.4 Regulácia
Regulácia pohonu je dôležitá súčasť riadiaceho systému.  Regulácia je proces udržiavania
fyzikálnej veličiny v blízkosti požadovanej hodnoty. Vykonáva sa v uzatvorenej slučke.
Regulačná diferencia  e je definovaná ako rozdiel požadovanej hodnoty w a skutočnej hodnoty
x, t značí čas[5]:
)()()( txtwte 
Regulačný člen transformuje regulačnú diferenciu na výstup regulátoru y. Nastavovacia veličina
y s nastavovacím členom nastavuje regulovanú veličinu x. Regulačná diferencia je
v stabilizovanom stave malá alebo nulová. Keď nastane porucha alebo zmena v nastavení
požadovanej hodnoty w, regulačná diferencia sa zvýši. Zmena nastavovacej veličiny y zapríčiní
minimalizáciu regulačnej diferencie. Regulátor sa skladá z troch hlavných častí[7]. Merací člen
získa skutočnú hodnotu regulovanej veličiny, ktorá sa prevedie na elektrické napätie. Potom sa
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vytvorí regulačná odchýlka. Ústredný člen danú odchýlku spracuje. Akčný člen pozostáva
s pohonu a regulačného orgánu, ktorý je často priraďovaný k regulovanej sústave.
Možné členy regulačného obvodu[5]:
 Proporcionálny člen (P) - člen násobí vstupný signál konštantným zosilňovacím
činiteľom Kp. Môže spôsobiť zosilnenie pri Kp > 1 alebo zoslabenie pri 0 < Kp < 1. Ak
je Kp nulové, neovplyvňuje reguláciu.
 Integračný člen (I) - prevádza vstupný signál na výstupný signál, ktorý zodpovedá
priebehu integrálu funkcie vstupného signálu. Pri integrovaní dochádza k pričítavaniu
vstupných hodnôt. Integračná časová konštanta TI určuje čas, kedy výstupná funkcia
dosiahne hodnotu 1 pričom vstupná funkcia je konštantná a má hodnotu 1. Integrační
činiteľ KI je definovaný ako prevrátená hodnota TI:
II TK /1
Pre výstupnú veličinu  S2 v čase t platí:
tKtTS II ../12 
Vznikajú pri časovom prevode napr. rýchlosti na dráhu.
 Derivačný člen (D) - derivačný člen prevádza deriváciu vstupného signálu. Platí:
kxky  )'.(
Kde k je konštanta, y je výstupný signál a x je vstupný signál. D - člen zosilňuje
vysokofrekvenčné signály.
 Oneskorovací člen (Tz) - oneskorovací člen časovo oneskoruje vstupný signál.
Používajú sa pri počítačovom spracovaní signálu.
12
3 Modelovanie a simulácia
Informácie v tejto kapitole boli prevzaté z [3]. Systém je všeobecne definovaný ako súbor
elementárnych častí. Model je napodobenina systému iným systémom. Modelovanie a simulácia
sa využíva v rôznych oblastiach ako napríklad biológia, fyzika, chémia meteorológia, geológia,
doprava a iné. Základné etapy modelovania a simulácie:
1. Vytvorenie abstraktného modelu
2. Vytvorenie simulačného modelu
3. Simulácia
4. Analýza a interpretácia výsledkov
Obrázok 3.1: Priebeh modelovania a simulácie
Z reality získavame znalosti, na základe ktorých vytvárame abstraktný model. Z abstraktného
modelu sa vytvára simulačný model. Vyžaduje sa konfrontácia informácií, ktoré máme (znalosti
na obrázku 3.1) a ktoré získame experimentovaním (experimenty získané experimentovaním so
simulačným modelom, obrázok 3.1).
3.1 Modelovanie
„Systém můžeme obecně definovat jako soubor elementárních částí (prvků systému), které
mají mezi sebou určité vazby (propojení prvků).“ [3]
„Model je napodobenina systému jiným systémem“ [3]
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„Modelování je proces vytváření modelů systému na základe našich znalostí.“ [3]
Pri modelovaní vytvárame najskôr tzv. abstraktní model, ktorý zahŕňa tie vlastnosti systému,
ktoré sú podstatné pre simuláciu. Abstraktný model je zjednodušeným popisom skúmaného
systému. Popis chovania objektov reálneho systému môže byť z vytvorený na základe dvoch
prístupov, ktoré sú diskrétny a spojitý. O tomto probléme je možné uvažovať z hľadiska modelu
alebo z hľadiska implementácie. Z hľadiska modelu je možné použiť spojité alebo diskrétne
prostriedky pre popis. Úroveň abstrakcie použitý pri modelovaní rozhoduje, ktoré
z prostriedkov sú vhodnejšie. Z hľadiska implementácie je popis vždy spojitý. Modely môžeme
deliť podľa rôznych kritérií. Modely sa najčastejšie delia na:
 Modely spojité – stav modelu sa mení spojito
 Modely diskrétne – stav modelu sa mení diskrétne
 Modely kombinované – modely obsahujú spojité a zároveň aj diskrétne prvky
Môže byť zapísaný rôznou formou, napr. rovnicou, automatmi, Petriho sieťami, schémami.
Ďalšie možné delenie:
 Konceptuálne modely – neformálny popis systému
 Deklaratívne modely – popisujú zmeny stavu systému v stavovom systéme
v dôsledku vstupu systému
 Funkcionálne modely – grafy, ktoré obsahujú funkcie a premenné
 Modely popísané rovnicami a grafmi
 Priestorové modely – priestorová dekompozícia modelu
 Multimodely – zložené z viacerých modelov, ktoré môžu byť rôzne popísané
Z abstraktného modelu sa vytvára simulačný model. Simulačný model je program, ktorý
umožňuje vykonávať simuláciu. Pred samotnou simuláciou sa musí učiniť overenie súladného
vzťahu medzi simulačných a abstraktným modelom. Tento proces sa nazýva verifikácia.
Významným proces v rámci modelovania a simulácie je dokázanie, že model zodpovedá
modelovanému systému. Daný proces sa nazýva sa validácia modelu.
Modelovací softvéry
Modelovacie softvéry slúžia na tvorbu 2D a 3D modelov. V súčasnosti je na výber veľké
množstvo. Sú značne využívané či už v rôznych špecializovaných oblastiach ako je architektúra,
stavebníctvo, strojárstve ako aj jednotlivcami. Ich vývoj ide stále dopredu, pretože sa kladú
čoraz väčšie nároky. V rámci tejto práce si budem musieť zvoliť modelovací softvér pre tvorbu
modelu javiska. Nasledujúce dva softvéry ma najviac zaujali:
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 Autocad - svetový líder pre tvorbu 2D a 3D modelov. Je vyvinutý firmou Autodesk. Je
základom mnoho oborovo orientovaných aplikácií. V súčasnosti je stále prispôsobovaný
novým postupom v oblasti tvorby digitálnych prototypov a technického navrhovania.
Autocad sa využíva v oblastiach technického zamerania. Vytvára formát dwg, ktorý sa
stal štandardom v predávaní projektovej dokumentácie. Umožňuje tvoriť návrh,
konštrukciu a animáciu. Ponúka inovácie, ktoré zvyšujú efektivitu návrhu a umožňujú
zdieľanie návrhu. Pre vývojárov bol vytvorený jazyk Autolisp a VBA (Visual Basic for
Application), ktorý umožňuje ovládať model vytvorený v Autocade. Modelovanie
v autocade je tvorené pomocou telies a plôch. Model je možné zobraziť pre prezentáciu,
umožňuje vytvoriť fotorealistickú vizualizáciu. Výsledný model je možné publikovať
do rady formátov.
 Google Sketchup - freewarový 3d nástroj vyvinutý spoločnosťou Google. Kvalitný 3D
nástroj pomáha rýchlo a jednoducho tvoriť 3D modely. Program ma jednoduché
prostredie a ovládanie. Existuje dve verzie Google SketchUp pre osobné využitie
a Google Sketchup Pro pre profesionálne využitie. Umožňuje zdieľanie modelov. Pre
tvorbu pluginov pre tento software je možné použiť programovací jazyk Ruby.
Prostredie Google Sketchupe je vidieť na obrázku 3.2.
Obrázok 3.2 : Prostredie Google Sketchupu 8
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3.2 Simulácia
„Simulace je metoda získávání nových znalostí o systému experimentováním s jeho modelem.“
[3]
Simulácia je experimentovanie so simulačným modelom. Prebieha v troch fázach:
1. Príprava experimentu – vytvorenie simulátora, modelu, jeho okolia a jeho inicializácia
2. Vlastné vykonanie experimentu - spustenie simulácie, riadenie behu a uchovanie
výsledkov
3. Ukončenie výsledku – záznam výsledkov a cieľového stavu, zrušenie modelu, jeho
okolia a simulátora
Simulácia má rôzne klasifikácie podľa simulačných prístupov. Hlavné delenie podľa typu
modelov delí simuláciu na spojitú, diskrétnu a kombinovanú. Má výhoda hlavne z nasledujúcich
faktorov:
 Cena – Experimenty so skutočným systémom sú vo väčšine prípadov cenovo náročné,
napr. crash testy automobilu.
 Rýchlosť – V niektorých prípadoch by sme pri skutočných systémoch museli na
dokončenie experimentu čakať príliš dlhú dobu, napr. rast rastliny. Simuláciu môžeme
zrýchliť popr. spomaliť.
Bezpečnosť – Pri určitých experimentoch so skutočným systémom môže ľudom hroziť
nebezpečenstvo, napr. jadrová reakcia.
 Niekedy nie je možné experimentovať so skutočným systémom. V takom prípade sa
uplatní simulácia.
3.3 Analýza a interpretácia výsledkov
Počas priebehu simulácie získavame výsledky simulácie, ktoré je nutné si uchovať pre ich
analýzu a interpretáciu. Formy výsledkov, ktoré získame závisí od toho, čo je simulované.
Vizualizácia je dôležitá pre overenie validity modelu. Pre overenie správnosti modelu je
potrebná analýza výsledkov, ktorá má tri fázy.
1. Fáza - spracováva výsledky, ktoré získame zo simulácie.
2. Fáza - porovnanie s reálne nameranými dátami.
3. Fáza - automatické vyhodnotenie výsledku.
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Porovnaní výsledkov simulácie s reálne nameranými dátami v mnohých prípadoch nie zhodné,
môže sa pripúšťať určitá odchýlka v závislosti od toho, ako model zodpovedá skutočnému
systému, ktoré časti systému sa zanedbali. Pri získaní chybných výsledkov je nutné model
upraviť, aby zodpovedal skutočnému systému.
Výsledky môžu byť interpretované rôznymi spôsobmi. Medzi často používané patria
grafy, tabuľky, obrázky a ďalšie.
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4 Analýza a návrh
Moderné divadlá sa v súčasnej dobe nezaobídu bez divadelných technológií, ktoré sa snažia
uľahčiť prácu divadelným pracovníkom, popr. nahradiť ich prácu. Okrem pomocných činností
sa častokrát podieľajú na tvorbe divadelnej scény a vytváraní rôznych efektov počas
divadelného predstavenia. Firmy, ktoré sa zaoberajú výrobou a vývojom týchto technológií, sa
snažia vyvinúť nové funkcie, ktorými by nielen zaujali zákazníka, ale aj zjednodušili prácu.
4.1 Výber smeru práce
Divadelné technológie a spôsob ich riadenia sa líšia v závislosti od výrobcu. Z hľadiska
automatizácie v tejto oblasti je možné sa zamerať na viac smerov ako napríklad riadenie,
užívateľské rozhranie, vizualizácia a iné. Riadenie divadelných technológií je možné pomocou
rôznych mechanizmov, ktoré môžu používať len vyškolené osoby. Keďže riadenie
komponentov je už zabezpečené a vývoj užívateľského rozhrania sa už tiež uskutočňuje,
nechcela som sa venovať tomuto smeru. Zaujímavejšie pre mňa bola predstava vizualizácie
pohybu javiska. Divadelníkom, režisérom a ďalším divadelným pracovníkom nie je momentálne
prístupný žiadny vizualizačný software. Preto som sa rozhodla zaoberať sa metodikou tvorby
vizualizačného softwaru. Zodpovedná osoba si potom môže jednoduchšie naplánovať
predstavenie, popr. skúšať rôzne kombinácie bez toho, aby zaťažovala príslušné stroje. Jednou
z ďalších výhod je vidieť javisko z inej perspektívy. Tento trend sa zatiaľ nenachádza
v divadlách, preto jeho vytvorenie mohlo byť výhodné nie len z komerčného hľadiska, ale aj
prínosu niečoho nového, čo by mohlo zjednodušiť prácu divadelníkom. Spoločnosť Elseremo
vyvíja scénické zariadenia a zaoberá sa divadelnými technológiami už sedemdesiat rokov. Po
konzultácii so spomínanou spoločnosťou Elseremo, ktorú mi umožnil pán Doc. Dr. Ing. Pavel
Zemčík, som sa oboznámila, čo konkrétne by bolo žiadané v rámci vizualizácie javiska a akú
majú predstavu.
4.2 Výber modelovacieho softvéru
Pri tvorbe tohto projektu je veľmi dôležitý výber softwaru pre vytvorenie modelu javiska.
Existuje rada modelovacích softvérov, ktoré poskytujú užitočné funkcie. Zvolený software musí
splňovať určité kritériá. Daný software musí umožňovať vytvorenie modulu, pre ovládanie
modelu, aby bolo možné naimplementovať animáciu. Programovací jazyk, ktorým by bol
vytvorený takýto modul, musí taktiež poskytovať funkcie pre tvorbu animácie. Sú to napríklad
rôzne časovače, prekreslovacie funkcie atď.  Nasledujúcim dôležitým kritérium je možnosť
implementácie komunikácie medzi modulom a užívateľským rozhraním. Užívateľ nemôže
zadávať údaje priamo skriptu, pretože by to vyžadovalo znalosť použitia skriptu. Preto je
potrebná daná komunikácia. Užívateľ je poučený o ovládaní užívateľského rozhrania
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a zasahovať do softwaru by mal len cez neho. Ja som si vyberala medzi dvomi softvérmi.
O Google Sketchupe som uvažovala pre jeho jednoduché použitie a z dôvodu, že zahrňoval
interpret programovacieho jazyka Ruby. Druhým potenciálnym softwarom bol pre mňa
Autocad, ktorý je najznámejší a najrozšírenejší v tejto oblasti. Hlavným faktorom tohto výberu
bolo jeho široká škála funkcií a fakt, že je to najrozšírenejší software v oblasti 2D a 3D
modelovania. Podobne ako Google Sketchup aj Autocad obsahuje interpret programovacieho
jazyk. A to jazyka Lisp. Vytvorila som tabuľku, kde som zhrnula vlastnosti týchto dvoch
softvérov pre lepšie porovnanie a následný výber. Tabuľku 4.1 je vytvorená na základe
získaných faktov, ale aj na základe subjektívneho názoru.
Tabuľka 4.1: Porovnanie softvérov
Autocad 2011 Google Sketchup 8
Tvorba 3D modelov Podporuje Podporuje
Možnosť tvorby modulov Podporuje Podporuje
Interpret programovacieho
jazyka Obsahuje, jazyka Lisp Obsahuje, jazyka Ruby
Obtiažnosť naučenia sa
pracovať s daným
programom
Kvôli množstvu nástrojov
je obtiažnejšie naučiť sa
prácu s nimi
Jednoduchá pochopenie
a použitie nástrojov
Format výstupného súboru DWG SKP
Požiadavky na Operačný
systém
Windows XP(SP2 alebo
novší), Windows Vista
(SP1 alebo novší),
Windows 7
Windows XP, Windows
Vista , Windows 7, Mas OS
X(10.5)
Dostupnosť voľnej verzie
Nie je dostupná voľná
verzia, je možné získať
skúšobnú verziu na 30 dní,
pre študentov je zadarmo
Voľne dostupný
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V autocade som si skúšala vytvoriť zopár jednoduchých model. Tvorbu animácie za použitia
modulu som neskúšala, pretože sa mi lepšie osvedčila práca v Sketchupe. Po prečítaní
dostupných informácií som zistila, že vývojári programu Sketchup ponúkajú aj rôzne funkcie
pre tvorbu animácie ako  napr. časovač, prekreslovacie metódy. Po zvážení požiadaviek pre
vytvoreniu modelu som sa rozhodla pre Google Sketchup. Hlavným dôvodom bola jednoduchá
práca s ponúkanými nástrojmi a rýchle pochopenie a zaučenie. Pre vytvorenie modelu nie sú
potrebné špeciálne funkciu.
4.3 Návrh
V tejto podkapitole sa budem snažiť popísať návrh celého  vizualizačného  softwaru. Tvorbu
softwaru som si rozdelila do troch hlavných častí ( obrázok 4.1):
 Vytvorenie modelu a jeho identifikácie v skripte
 Vytvorenie jednoduchého uživatelského rozhrania (trieda GUI) – bude zasielať
informácie o parametroch simulácie klientovi a bude vytvárať inštanciu triedy
Recipient. Trieda Recipient bude prijímať aktualizačné informácie od klienta a na
základe nich nastavovať posúvač, ktorým sa bude vykonávať simulácia.
 Implementácia klienta – bude prijímať informácie z triedy GUI o parametroch
simulácie, na základe nich bude vytvárať simuláciu. Po ukončení simulácie odošle
aktualizačný paket.
Obrázok 4.1: Princíp činnosti softvéru
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Ako bolo vyššie spomenuté, pre vytvorenie modelu som si zvolila Google Sketchup. Výsledný
model bude vo formáte SKP. Keďže Google Sketchup zahŕňa interpret jazyka Ruby, ktorý
poskytuje prostriedky pre tvorbu animácie a sieťovej komunikácie, tak som si ho zvolila pre
vytvorenie simulácie. Na vytvorenie jednoduchého užívateľského rozhrania, pomocou ktorého
by mohol užívateľ zadávať parametre simulácie a spustiť samotnú simuláciu, je na výber
množstvo objektovo-orientovaných jazykov, ktoré zároveň podporujú sieťovú komunikáciu.
Mojím výber ovplyvnili hlavne skúsenosti, a znalosti jazyka. Rozhodla som sa pre
programovací jazyk Java. Po vytvorení návrhu sa mi vytýčili dva problémy, ktoré je potrebné
vyriešiť: priebeh simulácie a komunikačný protokol.
4.4 Simulácia pohybu komponentov
Pri simulácii som elektrické pohony a ich charakteristiky zanedbala, pretože by príliš
skomplikovalo samotnú simuláciu a bola by omnoho zložitejšia. Abstraktný model som
nevytvárala, ale použila som nákresy, fotky a videá, ktoré som mala k dispozícii od firmy
Elseremo. Na základe týchto nákresov budem tvoriť simulačný model. Simulačný model
v tomto prípade predstavuje model javiska vytvorený v Google Sketchupe. Je potrebné vytvoriť
model, ktorý čo najviac zodpovedá skutočnému javisku. Z tohto dôvodu som použila medzi
skutočným javiskom a modelom v Google Sketchupe zvolila mierku 1:1. Problém, ktorý sa
vytyčuje, je prepojenie skriptu s modelom. Vývojári spomínaného softwaru poskytujú rozhranie
pre programovanie aplikácie Google Sketchup Ruby Api. Toho rozhranie umožňuje získavať
údaje z modelu a zároveň ich nastavovať na požadované hodnoty. Obsahuje radu funkcií pre
prácu s modelom. Pre uskutočnenie simulácie je potrebná identifikácia jednotlivých komponent.
Vyššie spomínané rozhranie poskytuje funkcie, ktorými sa dajú jednoducho identifikovať
jednotlivé elementy v modeli. Pre tvorbu simulácie budem používať funkcie, ktoré poskytuje
dané rozhranie pre tvorbu animácie, ktoré popíšem v kapitole Implementácia.
4.5 Komunikačný protokol
Užívateľovi musí byť poskytnuté jednoduché rozhranie, pomocou ktorého by ovládal simuláciu.
Získané údaje od užívateľa sa musia preniesť do skriptu vykonávajúceho simuláciu. Ako
architektúru komunikácie je vhodný model klient – server, ktorý sa skladá z dvoch softvérov,
klient a server. Úlohou klienta je iniciovať komunikačné spojenie. Server má na starosti čakať
na požiadavku od klienta. Server bude možné spustiť s užívateľského rozhranie. Klient sa
odošle požiadaviek na inicializáciu spojenie ,keď sa otvorí súbor .skp, ktorý obsahuje model
javiska. Po inicializácii spojenia je možné zadávať parametre simulácie a následne spúšťať
simuláciu. Server získa potrebné údaje zadané od užívateľa prostredníctvom užívateľského
rozhrania, ktoré odošle klientovi. Klient po prijatí predá dané údaje funkcii na spracovanie,
ktorá bude starať o simuláciu. Server a klient budú medzi sebou komunikovať pomocou
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paketov. Protokol obsahuje radu riadiacich správ a bude využívať TCP/IP komunikáciu. Popis
jednotlivých riadiacich správ bude popísaný v nasledujúcej kapitole.
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5 Implementácia
Pre vytvorenie modelu som použila program Google Sketchup od firmy Google. Pre
implementáciu animácie a klienta som použila jazyk Ruby. Pre spustenie skriptu som použila
zabudovaný interpret Google Sketchupe pre daný jazyk. Na vytvorenie užívateľského rozhrania
a serveru som použila jazyk Java. Ako vývojové prostredie som použila program NetBeans
6.9.1. NetBeans je úspešný Open Source projekt, ktorý založila firma Sun Microsystems. Server
a užívateľské rozhranie je vytvorené ako konzolová aplikácia. Klient a simulácia v jazyku Ruby
je vytvorená ako skript.
5.1 Vytvorenie modelu
Vytvorila som dva modely javiska. Pri ich tvorbe som použila základné funkcie, ktoré ponuka
Google Sketchup. Prvý (obrázok 5.1), na ktorom som pracovala, pozostával len s pohyblivých
komponent: 5 javiskových a 10 sálových stolov a dvoch statických komponent a to dvoch
schodísk. Pri pohyblivých komponentách som rozmery z nákresu zachovala. Pri statických
častiach som hlavné rozmery jednotlivých komponent zachovala, aby model čo najviac
zodpovedal skutočnému javisku. Keďže pre simuláciu sú podstatné len pohyblivé komponenty,
tak som im v oboch modeloch priradila meno, aby ich bolo možné identifikovať. Tento model
mal byť základom pre vytvorenie druhého modelu a predstavoval holý model, kde sú zobrazené
len dôležité časti javiska pre simuláciu. Jeho hlavným účelom bolo poskytnúť komponenty
počas implementácie simulácie pohybu a počas testovania.
Obrázok 5.1: základný model
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Po vytvorení hlavného modelu som sa snažila vytvoriť model, ktorý by zodpovedal aj
estetickým požiadavkám (obrázok 5.2, obrázok 5.3). Prvý model bol základom pre vytvorenie
tohto modelu, preto obsahoval všetky jeho komponenty. K statickým komponentom som pridala
oponu, sedačky, ktoré je možné zakryť, a rôzne ďalšie časti, ktoré sú zanedbateľné v rámci
simulácie.
Obrázok 5.2: Vytvorený model
Obrázok 5.3: Vytvorený model s zmenenou polohou stolov
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Identifikácia modelu
Aby bolo možné manipulovať s jednotlivými časťami javiska v skripte vykonávajúcom
animáciu, bolo potrebné zaistiť pomocou Google Sketchup Ruby Api (obrázok 4.1)
identifikáciu a prístup k daným komponentom. Príkazom require ‘sketchup.rb’ sa importuje
dané rozhranie pre programovanie aplikácií. Každý komponent vo vytvorenom modely
predstavuje jednu entitu, ktorá je typu ComponentInstance. Pre získanie všetkých entít daného
modelu som použila funkciu najskôr metódu Sketchup.active_model, ktorá vracia práve aktívny
Sketchup model. Na získaný model som použila metódu active_entities, ktorá načíta všetky
entity v aktívnom modely. Výslednou metódou týchto dvoch metód je
Sketchup.active_model.active_entities, ktorá vytvorí pole s danými entitami. Z tohto získaného
poľa som potom vybrala len tie entity, ktoré boli typu ComponentInstance. Poslednou fázou pre
získanie pohyblivých komponent modelu bolo použitie metódy triedy ComponentInstance
name, ktorá vracia meno entity, ktoré jej bolo priradené v modely. Nakoniec som získala pole,
ktoré obsahovala odkaz len na pohyblivé komponenty.
Inicializácia
Po identifikácii jednotlivých komponent nastáva inicializácia polohy jednotlivých komponent,
aby počas animácie nevznikli chyby. V prvom rade sa zistí poloha jednotlivých pohyblivých
komponent a uchová sa daná polohu z dvoch dôvodov. Aktuálna poloha sa bude zasielať
serveru v inicializačnom pakete. Pri vytváraní simulácie je potrebný údaj o počiatočnej polohe,
aby bolo možné vypočítať novú polohu.
5.2 Užívateľské rozhranie
Pre ovládanie simulácie som vytvorila jednoduché rozhranie (viz obrázok 5.4), ktoré
komunikuje so skriptom vykonávajúcim simuláciu. Implementácia užívateľského rozhrania sa
nachádza v triede GUI, ktorá sa spúšťa v triede Main. Má definované tieto hlavné metódy:
 GUI – metóda, ktorá má úlohu konštruktoru. Inicializuje jednotlivé komponenty
rozhrania a nastaví príznak pre každú entitu modelu javiska, ktorý určuje, či má byť
zmenená poloha.
 jCheckBox1ActionPerformed - nastaví príznak simulácie a spracuje údaje o polohe pre
jednu entitu modelu javiska. Prednastavených je 6 polôh, do ktorých sa model môže
dostať. Pomocou desatinného čísla je možné zadať akúkoľvek polohu, ale maximálna
hodnota je 6.
 jSlider1StateChanged - pri každej zmene polohy bežca posúvača sa odosiela správa
klientovi. Posúvač má prednastavený určitý počet stupňov, vždy keď prejde z jedného
stupňa na iný, odošle sa správa klientovi. Maximálny stupeň posúvača predstavuje
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polohu 2, ktorá je zadaná pre každú entitu s nastaveným príznakom, minimálny stupeň
predstavuje polohu 1, ktorá je taktiež ako poloha 1 zadaná úžívateľom. Pri presunutí
posúvača na inú polohu sa počíta poloha, na ktorú sa má dostať daná komponenta. Po
výpočte odošle reťazec, v ktorom je zapísaný index každej komponenty, ktorá mala
nastavený príznak spolu s polohou, na ktorú sa má daná komponenta simuláciou. Pri
každej zmene stupňu sa odosiela správa s takouto informáciou klientovi.
 jMenuItem1ActionPerformed –spúšťa server, jeho bližší popis sa nachádza
v nasledujúcej kapitole. Táto funkcia vytvára inštanciu triedy Recipient, ktorá bude
bližšie popísaná v podkapitole 5.3.
 jMenuItem2ActionPerformed – odosiela ukončujú správu klientovi a potom ukončí
spojenie.
 jButton1ActionPerformed – zašle aktualizačný paket klientovi, ktorý zmení polohu
príslušných entít modelu javiska na východziu polohu podľa zadaného parametru
simulácie.
Obrázok 5.4: Jednoduché užívateľské prostredie
5.3 Komunikácia
Ako bolo vyššie spomenuté pre komunikáciu som si zvolila model kient-server (viz obrázok
5.5) a použila protokol TCP/IP, ktorý na identifikáciu uzlu v sieti používa IP adresu a TCP port.
Server bude naslúchať na porte 47930. Prenos paketov prebieha na transportnej vrstve protokolu
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TCP/IP. Klient a server budú bežať na tom istom počítači, preto sa namiesto IP adresy použije
príznak localhost. Komunikácia zabezpečuje prenos paketov, ktoré v sebe obsahujú parametre
zadané užívateľom v užívateľskom rozhraní, ku skriptu, ktorý ich spracuje a na základe nich
vykonáva animáciu. Po spustení serveru sa čaká na pripojenie klienta. Klient každú desatinu
sekundy zistí, či mu nebola zaslaná správa zo serveru. Ak správa prišla začne vykonávať
simulácie, inak zostáva nečinný. Ukončenie spojenia vykonáva server tým, že pošle klientovi
ukončujúcu správu, na základe ktorej sa skript ukončí. Je nutné zaslať túto ukončujúcu správu,
pretože by skript stále bežal.
Obrázok 5.5: Popis komunikácie
Klient
Klient má za úlohu iniciovať spojenie so serverom a správu od serveru spracovať a podľa jej
obsahu vykonať príslušné operácie. Funkcie, použité pri komunikácii, sú s knižnice socket.so.
Funkcia, ktorá plní funkcie klienta sa nazýva client, vykonáva nasledujúce činnosti:
 Pripojenie k serveru cez port 47930, na ktorom server naslúcha. Pomocou identifikátoru
session pristupujem k soketu, do ktorého server zapisuje.
 Čítanie zo soketu, ktoré by malo prebiehať v nekonečnej slučke, aby klient vykonával
simuláciu vždy, keď to užívateľ požaduje. Najskôr som sa snažila, aby klient čakal
pokým bude zaslaná správa zo serveru a čítanie zo soketu prebiehalo v nekonečnej
sluške. Lenže po testovaní som zistila, že ak klient dlhšie čakal na správu, tak pozastavil
celý program Google Sketchup a až po ukončovacie správe sa beh obnovil. Preto som
sa snažila nájsť inú možnosť. Nakoniec som použila funkciu, ktorá neblokuje klienta
čakaním na správu a zo soketu prečíta vždy 165 bytov. Prečítaný reťazec v sebe
obsahuje údaje o jednej entite javiska. Použitie tejto funkcie som ošetrila zachytením
výnimky v prípade vzniku chyby. Pokus o čítanie zo soketu prebieha každú desatinu
sekund, pretože po testovaním som zistila, že pri pokuse o čítanie vložené v nekonečnej
smyčke sa Google Sketchup pozastavil ako pri čakaní na správu.
 Odpojenie zo serveru a ukončenie skriptu, ktoré sa vykoná po príchode ukončovacej
správy. Keď klient dostane túto správu zastaví časovač, ktorý beží pre čítanie soketu
a tým sa ukončí skript.
Server
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Server je implementovaný v triede GUI. Naslúcha na príslušnom porte a v prípade pohybu
posúvača zasiela potrebné parametre klientovi. Pre nadviazanie komunikácie boli použité
knižnice java.net.Socket, java.net.ServerSocket a pre čítanie z a zapisovanie do soketu boli
použití knižnice java.io.BufferedReader, java.io.InputStreamReader, java.io.PrintWriter. Čítanie
zo soketu prebieha v triede Recipient. Pri vytvorení inštancie sa zavolá jej konštruktor, ktorému
je predaný ukazateľ pre zápis do soketu.  Po spustení funkciou start() beží v samostatnom
vlákne. Jej úlohou je čítať zo soketu informácie od klienta. Po každom ukončení časovača
v skripte sa odosiela aktualizačný paket. Daný paket obsahuje identifikátor entity modelu
javiska a jeho aktuálnu polohu v modeli. Na základe tejto polohy sa zistí správna poloha bežca
posúvača. Získaná správna poloha bežca sa porovná a aktuálne a v prípade nezhody sa správne
prenastaví. Vlákno sa ukončí s vypnutím serveru alebo ukončením aplikácie.
5.4 Simulácia
V tejto časti by som chcela zhrnúť ako prebieha celý pohyb jednej komponenty. Vytvorenie
výsledného pohybu prebieha v 4 fáz:
 Ak sa zmenila poloha niektorej z komponent modelu javiska, z ktorej sa má vychádzať,
server zašle aktualizačný paket, na základe ktorého sa nastaví príslušná poloha každej
komponenty.
 Spracovanie údajov z paketu, ktorý zasiela server pre tvorbu simulácie.
 Podľa spracovaných údajov inicializovať časovač v prípade, že začína simulácia alebo
nechať spustený časovač v prípade.
 Spustiť časovač s danými parametrami, ak sa začína simulácia.
 Vždy keď sa spustí metóda, ktorú spúšťa pravidelne časovač, je potrebné vypočítať
vektor a na základe neho premiestniť danú komponentu.
 Po vypnutí časovača sa odošle aktualizačný paket serveru, aby mohol aktualizovať
polohu jednotlivých komponent.
Simulácia tvorí hlavnú časť projekt. Vytvára plynulý pohyb komponent modelu javiska. Pri
každom prijatí paketu vykonáva spracovanie údajov a na ich základe vytvára simuláciu, počas
ktorej zasiela aktualizačné pakety serveru. Dokáže vytvárať synchrónny a asynchrónny pohyb
komponent modelu.
Spracovanie údajov z paketu
Paket, ktorý zasiela server pre tvorbu simulácie, obsahuje identifikátor komponenty, ktorej
pohyb sa bude simulovať a vzdialenosť, o ktorú sa má posunúť simuláciou. Táto vzdialenosť sa
prepočíta na také hodnoty vzdialenosti, o ktorú sa príslušná komponenta presunie v jednom
časovom intervale časovača.
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Časovač
Aby som vytvorila simuláciu, ktorá by mala plynulý pohyb použila som dve metódy z trieda UI,
ktorú poskytuje programové rozhranie aplikácie Google Sketchup Ruby API. Obsahuje dve
metódy pre použitie časovača. Spustenie časovača je metóda, ktorá umožňuje vykonávať
príslušnú časť kódu pravidelne podľa zadaného časového intervalu v sekundách. V prípade
potreby zastavenia časovača stačí zavolať metódu pre zastavenie. Časovač sa spúšťa vo vlákne.
Po ukončení hlavného procesu, časovač naďalej beží, pokým nie je zastavený, preto je veľmi
vhodný na použitie animácie. Nastavený časový interval a vypočítaná vzdialenosť, na ktorú sa
presunie komponenta z pôvodnej polohy v rámci jedného časového intervalu, určuje rýchlosť
akou sa bude komponenta pohybovať. V rámci jedného skriptu je možné použiť viac
časovačom, ktoré bežia nezávisle na sebe. Vďaka tej možnosti je jednoduché vytvoriť simuláciu
viac ako jednej komponenty.
Premiestnenie komponenty
Zmena miesta komponenty je nevyhnutná pre tvorbu simulácie. Programové rozhranie aplikácie
Google Sketchup Ruby API poskytuje metódu Transformation z triedy Geom, pomocou ktorej
je možné prekresliť danú komponentu v závislosti na zadaných parametroch. Parametre sú
vypočítané z údajov, ktoré posiela server pri požiadavku na simuláciu. Túto metódu som
použila s použitím vytvoreného vektoru, podľa ktorého sa ma orientovať smer prenosu
komponenty. Vektor je abstraktný prvok vektorového priestoru, ktorý je charakterizovaný
veľkosťou a smerom.
Pri výpočte novej polohy sa musí určiť smer a veľkosť vzdialenosti medzi východzou
a novou polohou. Jednotlivé komponenty sa pohybujú len vo vertikálnom smere, preto nie je
potrebné v každom kroku výpočet smeru. Pohyb môže byť buď v kladnom smere osi z, alebo
zápornom smere. Zložky v smere osi x a y sú nulové. Veľkosť vzdialenosti sa vypočíta z údajov
získaných z paketu, ktorý zasiela server. Táto vzdialenosť musí byť maximálne takej hodnoty,
aby ľudské oko vytváranú simuláciu interpretovalo ako plynulý pohyb a nie sekaný. Plynulosť
simulácie záleží okrem vzdialenosti aj na časovom intervale zmeny polôh.
Aktualizačný paket
Počas simulácie je potrebné odosielať aktualizačný paket z klienta na server, v ktorom bude
zaznamenaná aktuálna poloha jednotlivých komponent. Je to dôležite z hľadiska zachovania
rovnakých údajov o komponentu modelu na strane užívateľského rozhranie a na strane
vykonávania animácie. V prípade, že by nastalo rozladenie medzi údajmi simulácie
a užívateľského rozhrania mohli by nastať chybné stavy komponent. Chybný stav je taký, kedy
by sa komponent dostali do polohy, ktorá by bola mimo možnej polohy. Možné polohy
komponenty sú určené trajektóriu, po ktorej sa komponent môže pohybovať. Ak by hodnota z-
osy nadobudla vyššiu hodnotu ako maximálnu možnú alebo nižšiu ako je minimálna možná,
vznikol by chybový stav, ktorý by rozladil celú simuláciu. Ak by nastal takýto stav, bolo by
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potrebné prekresliť model na základný vstupný model, čo by vyžadovalo použitie funkcií
Google Sketchupu, preto je potrebné aby táto chyba nemohla nastať. Čo bude zabezpečené jej
ošetrením.
5.5 Testovanie
Testovanie prebiehalo nielen po vytvorení daného softvéru, ale aj počas jeho vytvárania. Je
veľmi dôležité, aby údaje zadané od užívateľa, boli správne spracované nielen na strane servera,
ale aj na strane klienta. V prípade nesprávneho spracovania by sa mohla celá simulácia rozladiť,
v takom prípade by bolo potrebný zásah do modelu, čomu je nutné predísť. V nasledujúcom
texte popíšem 3 skupiny testov, ktoré boli zamerané vždy na jednu konkrétnu problematiku. Ku
každej skupine budú zobrazené výsledky jedného testu.
1. skupina testov
Testovaním som zisťovala správnosť nastavenej polohy komponenty v modelu javiska. Pred
spustením simulácie sa aktualizuje poloha komponent v javisku. Aktualizácie sa vykoná
stlačením príslušného tlačidla v užívateľskom rozhraní. Server odošle aktualizačný paket
klientovi, na základe ktorého nastaví polohy komponent. V tabuľke 5.1 sú zobrazené výsledky
testov pri testovaní s jedným komponentom. Poloha zadaná užívateľom môže byť v rozmedzí 0
– 6. Poloha v serveri je spracovaná poloha zadaná užívateľom, na ktorú sa má presunúť
komponent. Ak je hodnota kladná tak o danú hodnotu sa má posunúť v kladnom smere osi z,
v opačnom prípade v zápornom smere. Poloha v klientovi je poloha, ktorú zaslal server.
Pomocou nástroja meter v Google Sketchupe bola zistená nová poloha komponentu.
Tabuľka 5.1: Popis výsledkov jedného testu 1. skupiny
Stôl 1 Stôl 3 Stôl 5 Sálový stôl 1
Poloha zadaná užívateľom 3 5.5 1.3 4.8
Spracovaná poloha v serveri 26,5625 54,4271 12,8646 42,5
Spracovaná poloha v klientovi 26,5625 54,4271 12,8646 42,5
Poloha v modeli 26,5625 54,4271 12,8646 42,5
Test bol úspešný, pretože sa príslušné hodnoty zhodujú.
2. skupina testov
V rámci tejto skupiny testov som zisťovala polohy testov po vykonaní simulácie. Podľa
zadaných parametrov simulácie a polohy bežca posúvača som zistila polohu, v ktorej sa má
nachádzať príslušný komponent po skončení simulácie. Pri pohybe bežca sa informácia o novej
polohe zasielala klientov, ktorý vykonal postupný presun na novú polohu. V tabuľke 5.2 sú
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zobrazené výsledky testov. Poloha 1 je pôvodná poloha a poloha 2 je požadujúca poloha, sú
zadané užívateľom. Poloha bežca posúvača je jeho poloha po skončení simulácie. Spracovaná
poloha u serveri a u klienta je poloha, o ktorú sa má príslušný komponent posunúť v rámci
jedného časovača. Poloha v modeli zodpovedá novej polohe po ukončení simulácie.  Poloha
žiadaná je vypočítaná poloha, ktorú by mal dosiahnuť komponent po ukončení simulácie.
Tabuľka 5.2: Popis výsledkov jedného testu 2. skupiny pre jednu komponentu
Stôl 1 Stôl 3 Stôl 5 Sálový stôl 1
Poloha 1 0 0 0 0
Poloha 2 3 5 2,5 1
Poloha bežca posúvača 3 3 3 3
Spracovaná poloha u servera 2,6563 4,9479 2,474 0,8854
Spracovaná poloha u klienta 2,6563 4,9479 2,474 0,8854
Poloha v modeli 7,9689 14,8437 7,422 2,6562
Poloha žiadaná 7,9689 14,8437 7,422 2,6562
Test bol úspešný, pretože sa príslušné hodnoty zhodujú.
3. skupina testov
Testy z danej skupiny mali zistiť správnu polohu bežca posúvača. Po ukončení simulácie klient
odosiela aktualizačný paket serveru. Daný paket obsahuje informáciu o novej polohe bežca
posúvača. V tabuľke 5.3 sú zobrazené výsledky testov. Žiadaná poloha bežca je poloha, ktorá
zodpovedá polohe jednotlivých komponent po skončení simulácie. Aktuálna poloha bežca
posúvača zodpovedá polohe po ukončení simulácie.
Tabuľka 5.3: Popis výsledkov jedného testu 3. skupiny
Poloha bežca
Žiadaná poloha bežca 5
Aktuálna poloha bežca 5
Test bol úspešný, pretože sa príslušné hodnoty zhodujú.
5.6 Zhodnotenie výsledkov testovania
Počas testovania sa nevyskytla žiadna chyba v komunikácii. Výsledky testov boli zhodné to
značí, že jednotlivé komponenty sa dostali na polohu, ktorá bola zadaná užívateľom. Pre test
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popísaní v 1. skupine testov som vytvorila obrázok( viz obrázok 5.6), na ktorom sú zobrazené
komponenty po aktualizácii polohy.
Obrázok 5.6: Testovanie polohy komponentov
32
6 Záver
Cieľom tejto práce bolo vytvorenie metodiky vizualizačného softvéru, ktorý by vytváral
simulovaný pohyb zodpovedajúci skutočnému pohybu. Tento cieľ sa mi podarilo splniť. Pre
tento smer bolo nutné oboznámiť čitateľa s divadelnou technikou, jeho riadiacim systémom
a princípom vytváranie pohybu. Keďže systém bude simulovať pohyb reálnych komponentov
javiska a bude pracovať s modelom javiska, bolo potrebné priblížiť, čo sa chápe pod pojmom
modelovanie a simulácia a čo to obnáša. Po objasnení a pochopení základnej teórie som
analyzovala jednotlivé potenciálne nástroje pre tvorbu modelov a vytváranie animácie, ktoré
zohrali dôležitú úlohu pri implementácie, kde bolo nutné ovládať model pri simulácii pohybu.
Po vybratí vhodných nástrojov som navrhla a vytvorila vizualizačný softvér, ktorý simuloval
pohyb reálnych komponentov javiska.
Vytvorený softvér umožňuje užívateľovi prostredníctvom jednoduchého užívateľského
rozhrania zadávať parametre simulácie a vytvárať simuláciu na základe týchto parametrov.
Hlavnou funkciou daného softvéru bolo získanie parametrov od užívateľa, spracovať ich
a poslať skriptu vykonávajúcemu simuláciu vždy, keď užívateľ žiadal vykonanie simulácie.
Daný softvér splňuje požiadavky, ktoré sú zadané cieľom tejto práce. Berie do úvahy
len hlavné činitele podieľajúce sa na pohybe reálnych komponentov. Vedľajšie činitele
ovplyvňujúce pohyb som zanedbala, pretože v rámci tejto práce nebolo potrebné vytvoriť úplne
presnú simuláciu pohybu. Dôvodom možného zanedbania vedľajších činiteľov bolo aj výhoda
nedokonalostí ľudského oka, ktoré by takéto činitele v simulovanom pohybe nespozoroval.
Prínosom tejto práce je možnosť uľahčenie práce divadelným pracovníkom ako sú
režisér, scenárista a ďalší. Keďže v súčasnej dobe sa v divadlách nevyskytuje žiadny
vizualizačný softvér mohol by byť mnou vytvorený systém použitý ako základ pre jeho tvorbu
priamo pre konkrétne divadlo. Bolo by ale potrebné vykonať určité zmeny, aby sa prepojil
s riadiacim systémom, ktorý by predával údaje o reálnom pohybu komponent javiska.
Bolo by možné v pokračovaní vývoja tohto softvéru čo sa týka pridania ďalších
komponent ako napríklad niektoré zariadenia hornej mechanizácie javiska. V tejto práci boli
použité len zariadenia spodnej mechanizácie javiska. Možným rozšírením by mohlo byť aj
pridanie ďalších funkcií, napríklad uchovanie určitej simulácie, ktoré by bolo možné neskôr
spustiť bez nastavovania parametrov. V súčasnosti prebieha projekt, ktorého cieľom je vytvoriť
užívateľské rozhranie riadiaceho systému konkrétneho divadla, do ktorého by mohol byť
pridaný tento vizualizačný softvér, ktorý by komunikoval s daným užívateľským rozhraním.
Bolo by potrebné vykonať zopár zmien v predávaných správach medzi užívateľským rozhraním
a skriptom vykonávajúcim simuláciu. Parametre simulácie by potom mohli byť zadané nielen
od užívateľa, ale aj priamo od reálnych zariadení javiska, ktorých pohyb by bol simulovaný
vizualizačným softvérom.
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