This manuscript presents a new free Modelica library, named DESLib and composed of four packages: RandomLib, DEVSLib, SIMANLib and ARENALib. DESLib has been designed and implemented to facilitate the description of discrete-event models using the Parallel DEVS formalism (using DEVSLib), and to facilitate the process-oriented modeling of logistic systems (using SIMANLib and ARENALib). SIMANLib and ARENALib models are designed as DEVS models, and implemented using DEVSLib, to facilitate its development, comprehension and maintenance. RandomLib includes functionalities to generate random numbers and random variates, and facilitate the development of stochastic models. The communication mechanism used to transport information between models in DESLib is presented. This mechanism facilitates the combination of DEVS and process-oriented models to describe discrete-event systems at multiple levels. DESLib also includes interfaces to combine its components with other Modelica libraries, facilitating the composition of multi-formalism and multidomain hybrid models. DESLib can be downloaded from http://www.euclides.dia.uned.es.
Introduction
Modelica provides language constructs to describe the trigger conditions of time and state events, and also the actions associated to the events [1] : (1) update the value of discrete-time variables and reinitialize continuous-time state variables, using when clauses; and (2) change the mathematical description of equations and assignments, using the if statement.
These features have facilitated the development of state machine models [2, 3] and also of libraries supporting different formalisms for discrete-event system modeling. Some of these libraries are StateCharts [4] , StateGraph [5] , HyAuLib [6] , PetriNets [7] and ExtendedPetriNets [8] . Other approach is described in [9] , in which the discrete-event system is described using an external tool that generates the corresponding Modelica code. The use of Modelica language to describe discrete-event models of communication networks is presented in [10] .
Parallel DEVS Formalism
The support of the Modelica language to the DEVS (Discrete EVent System specification) formalism [11] is an open research area. The feasibility of constructing basic atomic and coupled DEVS models in Modelica was demonstrated in [12] . Another implementation of this formalism was performed in the ModelicaDEVS library [13] , designed to simulate continuous-time systems using the Quantized State System (QSS) integration methods [14, 15] . An atomic model is the simplest component that can be defined using Parallel DEVS (PDEVS) [16] , and can be formally described with the tuple M = (X, S,Y, δ ext , δ int , δ con , λ ,ta), where X is the set of input ports and values, Y is the set of output ports and values, S is the set of sequential states, δ ext , δ int and δ con are the transition functions, λ is the output function and ta is the time advance function. An atomic model updates its state with δ int every time a given amount of time (defined by ta) is elapsed without any external input, thus triggering an internal event. An output can be generated, using the λ function, before executing δ int . Inputs are stored in a bag, which is a set with possible multiple occurrences of its elements. When any input is received, the external event is triggered and the state is updated by δ ext , that manages the elements in the bag. The simultaneous occurrences of an external and an internal event trigger a confluent event, and the state is updated by δ con .
A coupled model can be described as a composition of other atomic or coupled models. It is specified in the PDEVS formalism with a tuple M = (X,Y, D, {M d |d ∈ D}, EIC, EOC, IC), where X is the set of input ports and values, Y is the set of output ports and values, D is the set of component names, M d is the set of DEVS components, EIC is the set of connections between input ports and components, EOC is the set of connections between components and output ports and IC is the set of internal connections between components.
Process-Oriented Modeling
According to the process-oriented "world view", systems are described from the point of view of the entities that flow through them using the available resources [17] . This modeling methodology, widely used for describing complex logistic systems, is supported by several modeling languages (e.g., GPSS/H, SLAM II, SIMSCRIPT II.5, SIMAN, SIMULA and SIMPL/1) and integrated environments (e.g., Arena, AutoMod, ProModel, Witness and SIMPROCESS).
Arena [18] is a widely used process-oriented simulation environment. It includes components to describe the flowchart diagram of the system, that represents the flow of entities. That diagram includes the processes and actions performed to the entities along the simulation run. Other components allow to describe the characteristics of those processes and actions (such as, the organization policy of the queues, the number of available resources, etc.). Components in Arena are internally described by the lower-level components of the SIMAN language [19] .
Process-oriented modeling with Modelica is an attractive research field. An introduction of operations management modeling with Modelica is described in [20] , where the authors present a case study of an inventory system and describe the problems encountered when modeling these kind of systems using Modelica. Almost no other work has been performed in this field.
The DESLib Modelica Library
The first objective of the research work presented in this manuscript is to facilitate the description of discrete-event models using the PDEVS formalism [16] and also facilitate the connection of these models to other hybrid models developed using other Modelica libraries.
The second objective of our work is to facilitate the process-oriented modeling of logistic systems using Modelica and also to facilitate the connection of these logistic system models to hybrid models developed using other Modelica libraries.
In order to achieve these two objectives, a new Modelica library, named DESLib, has been designed and programmed using Dymola [21] .
DESLib, which is freely available under the terms of the Modelica License 2, can be downloaded from http://www.euclides.dia.uned.es/.
DESLib is composed of the following four packages: RandomLib, DEVSLib, SIMANLib and ARENALib. The general architecture of the library is shown in Fig. 1 .
• The RandomLib package includes an implementation of the CMRG random number generator, used by Arena, and some functionalities for random variates generation.
• The DEVSLib package facilitates the description of discrete-event models in Modelica following the Parallel DEVS formalism.
• The SIMANLib and ARENALib packages facilitate the description of process-oriented models. The components in these packages have been designed as atomic and coupled PDEVS models, and implemented using DEVSLib. DEVSLib, SIMANLib and ARENALib use the same communication mechanism to transport information between models. This makes all their components compatible and can be combined to develop models at multiple description levels. The implemented communication mechanism is detailed in Section 4.1.
The organization of the manuscript is as follows. A description of the RandomLib package is included in Section 3. The architecture and design of the DEVS-Lib package, together with its functionalities to describe Parallel DEVS models, are described in Section 4. The components and functionalities of the SIMANLib and ARENALib packages are described in Section 5. Two case studies are discussed in Section 6: the model of a restaurant constructed using SIMANLib and the model of an electronic factory constructed using ARENALib. Finally, some conclusions are given in Section 7.
RandomLib
Process-oriented models are usually stochastic [22] . The RandomLib package is used in conjunction with DEVSLib, SIMANLib and ARENALib to model discrete-event and process-oriented stochastic models of logistic systems.
RandomLib contains a Modelica implementation of the Combined Multiple Recursive Generator (CMRG) which is used in Arena [23, 24] . The implemented random number generator (RNG) gives the possibility of creating multiple random streams, and sub-streams, that can be considered as independent RNGs [24] . The generator period is close to 2 191 , and can be divided into disjoint streams of length 2 127 . At the same time, each stream can also be divided into 2 51 adjacent substreams, each of length 2 76 .
RandomLib is composed of three packages (see Fig. 1 ): CMRG, Variates and Examples. The CMRG package includes the implementation of the CMRG uniform random number generator. Although available in C, this generator has been implemented in Modelica in order to facilitate its use, comprehension and reutilization in other Modelica libraries. The Variates package includes several functions to generate random variates from continuous and discrete probability distributions. The included probability distribution functions are shown in Fig. 2 . These functions use by default the CMRG generator as source of uniform random numbers. However, any other Modelica library for uniform random number generation can be used, redeclaring the record that represents the generic generator, its initialization function and the generic uniform random number generation function.
The Examples package contains several examples of random uniform and random variates generation in order to facilitate the use of the library. One of the included examples is shown in Listing. 1 
DEVSLib
The DEVSLib package, as shown in Fig. 1 , contains the following packages and models: the UsersGuide that contains the documentation about the structure and use of DEVSLib; the atomicDraft and coupledDraft models that are used to construct new DEVS models; the AuxModels package that includes several useful auxiliary models; the Examples package that contains several examples of systems modeled using DEVSLib and; the SRC package that includes all its internal implementation and documentation.
DEVSLib supports the definition of models using the PDEVS formalism. Atomic and coupled models can be constructed with DEVSLib following their DEVS formal specification, similarly to how it is performed by other DEVS tools, such as DEVSJAVA [25] , CD++ [26] , or adevs [27] . The structure of an atomic model in DEVSLib is shown in Fig. 3 . The transition, output and time advance functions (con, int, ext, out and ta in Fig. 3 ) are described as Modelica functions. The state is described using a Modelica record (st), and initialized using the initst function. Any variable required to describe the state of the model can be added to that record. An example of new atomic model construction using DEVSLib is given in Section 4.3.
The development of coupled models with DEVSLib also follows its formal specification. Using the object-oriented modeling capabilities of Modelica, coupled models are constructed connecting previously developed components and including the required input/output ports.
The interconnection of the components in a coupled model may include algebraic loops. Due to the characteristics of the Modelica language, these algebraic loops are not allowed. This problem can be avoided by redefining the behavior of the models of the loop into one single atomic model, or breaking the loop inserting the breakloop model, included in DEVSLib, in any of its connections.
DEVSLib Model Communication
Model communication in PDEVS follows a message passing mechanism. The output function generates a new message and sends it through an output port. The message will be received, triggering an external event, by the models connected to that output port. The message may contain any kind of information, called the "value" of the message.
The model communication mechanism in Modelica is based in the definition of ports, called "connectors", and connections between ports, using "connectequations". Variables defined in two connected connectors are either equaled, or summed up and the sum equaled to zero.
The Modelica model communication and the DEVS message passing mechanisms are conceptually different. The former equals values of variables while the latter transports information between models.
In order to allow the description of DEVS models in Modelica, a message passing mechanism has to be developed [28] . The development of this mechanism has been the most challenging problem solved during the development of the DEVSLib package. Several approaches were studied and developed, in order to implement the message passing mechanism in Modelica.
The direct implementation of the message passing mechanism in DEVSLib using Modelica connectors was studied. The mentioned DEVS implementations in Modelica [12, 13] use boolean variables inside the connectors to detect external events -i.e. received messages. However, the connectors does not allow the simultaneous reception of messages, because their variables can not be assigned with several values at the same time. Also, Modelica does not allow a variable number of objects in a model, so the message transmission can not be directly implemented.
Other approaches for implementing the message passing mechanism in DEVSLib, based in an intermediate storage for the transmitted messages, were studied and implemented. The first approach was to use a text file to store the messages, so the sender writes the message to the file and notifies it to the receiver, that reads it. This approach allows simultaneous reception of messages, because several messages can be written to the file, but its performance and versatility are poor. The other approach substitutes the text files by dynamic memory space. This increases the performance and the versatility of the mechanism, allowing to manage different types of messages without redefining the message management operations.
The dynamic memory approach for message passing is the mechanism implemented in DEVSLib. This approach is combined with the standard Modelica connectors to provide a transparent communication mechanism to the user. At the end, DEVSLib models are connected using standard Modelica connectors and connect-equations.
Interface Models with Other Modelica Libraries
DEVSLib includes several interface models to translate messages into continuous-time signals, and viceversa. The use of these interface models allows to com-bine models developed using DEVSLib with the components of other Modelica libraries.
There are two mechanisms used in the continuousto-discrete translation: the cross-functions and the quantization. The former translates the value of a continuous-time signal into a message every time the signal crosses a given threshold, in one direction (upwards or downwards). The models "crossUP" and "crossDOWN" implement this behavior in DEVSLib. The quantization mechanism is implemented by the "quantizer" model. This model generates a message every time the value of the continuous-time signal changes in a predefined quantum, similarly to the behavior of the QSS first-order method [15] .
On the other hand, the discrete-to-continuous translation is performed generating a piecewise-constant signal whose value is the value of the last message received. The model "DICO" (DIscrete-to-COntinuous) implements this behavior in DEVSLib.
These interface models are implemented to manage the standard DEVSLib message type. However, the message type in DEVSLib can be redefined by the user. In this case, the interface models can be adapted to the new message type.
Model Development with DEVSLib
The development of new models using DEVSLib requires the following steps:
• Declare the input and output ports of the model.
• Define the state variables of the model and their initialization.
• Define the transition, output and time advance functions.
A "bank teller" system is described in this section as an example of model construction. In this system the customers arrive to the bank and wait their turn in the queue. If the teller is idle, the customer is served immediately. Otherwise, the teller will serve the first customer in the queue. When finished, the customer leaves the bank and the teller serves another customer if anyone else is waiting, or waits for a new arrival.
The model of this system is composed of two atomic models: the customers and the teller. The customers model represents the arrivals of new customers. The inter-arrival time follows an exponential probability distribution with mean 10 mins. The teller model represents the person serving customers and the queue. The time spent by a customer with the teller follows an exponential probability distribution with mean 8 mins.
The Parallel DEVS specification of the customers model is the following: 
The interArrivalTime is a continuous-time input of the model that represents the time between customer arrivals, similarly to the continuous-time inputs described in the DEV&DESS formalism [11] .
The implementation of the customers model using DEVSLib is shown in Listing 2. The code has been adapted from the atomicDraft model, and follows its structure (see Fig. 3 ). The input port has been removed, and the iEvent array is set to 0 because the model will never receive a message. The state record contains a variable that represents the interval for the next internal transition (sigma). The model will execute its first internal transition at time 1, due to the initialization of sigma. The external and confluent transition functions (ext and con) have been removed because the model has no input ports. The internal transition function (int) sets the value of sigma with the input "iat", which is a continuous-time input that represents the probability distribution for the inter-arrival times. The output function generates a new message, that represents a new customer, and sends it through the output port. The time advance function only returns the value of sigma, set by δ int .
The Parallel DEVS specification of the teller model is the following:
δ int (phase, sigma, nqueue) = ("active", PT, nqueue − 1) i f nqueue > 0 ("passive", ∞, 0) otherwise δ ext (phase, sigma, nqueue, u, e, X) = ("active", PT, nqueue) i f "passive" (phase, sigma − e, nqueue + 1) otherwise δ con (phase, sigma, nqueue, u, e, X) = δ ext (δ int (phase, sigma, nqueue), u, 0, X) λ (phase, sigma, nqueue) = 1 ta(phase, sigma, nqueue) = sigma PT is a continuous-time input of the model that represents the service time for each customer.
The implementation of the teller model is similar to the customers model, and also follows the structure of the atomicDraft model. The teller has one input and one output ports. Its state record includes the operational mode of the teller (phase, initialized to 1 == "idle"), the interval for the next internal transition (sigma, initialized to infinity) and the queue (nqueue, Figure 4 : Bank teller system modeled using DEVSLib.
initialized to 0 == "empty"). Since the arrival of a new customer does not include additional information (like its name, age, etc.), the queue only stores the number of customers waiting. At external events, when a new customer arrives it is either serviced (teller "idle" with phase == 1) or waits in queue (teller "busy" with phase == 2). The value of sigma is set with the service time (also received as a continuous-time input) or the rest of the service time of the customer being processed, if the teller is "idle" or "busy" respectively. At internal events, when the serviced customer leaves, the teller checks the value of the queue. If any other customer is in the queue, the teller starts its service and sets sigma to the new service time. If no customers are waiting, the teller becomes "idle" and waits for a new arrival setting the sigma to infinity. The output function generates a new message that represents the customer leaving the bank.
The system constructed using DEVSLib is shown in Fig. 4 . It includes the code for generating the random inter-arrival and service times, using RandomLib. The model connected to the output of the teller only shows the departure of the customers. The results after simulating the model during 20 time units are shown in Fig. 5 , containing the arrival, the departure and the number of customers in queue over the simulation. The average number of customers in queue over a long simulation (10 6 time units) is shown in Fig. 6 . That 
SIMANLib and ARENALib
SIMANLib and ARENALib support the processoriented modeling methodology, in a similar fashion to SIMAN and Arena, but with limited capabilities. Systems modeled using SIMANLib and ARENALib are composed of two parts: the flowchart diagram and the experimental data. The flowchart diagram describes the flow of entities through the system. It is defined by the blocks in SIMANLib and the flowchart modules in ARENALib. The experimental data describes the particular information of an experiment to be performed with the system. It corresponds to the amount of available resources, the characteristics of the queues, the statistical information to be recorded, etc. It is defined by the elements in SIMANLib and the data modules in ARENALib.
The structure of both packages (see Fig. 1 ) is similar, and are divided into two areas: the users area and the developers area. The users area in SIMANLib is composed of the Blocks (containing flowchart components), Elements (containing data components), Draft (used to construct new models) and BookExamples (containing the implementation of several examples described in [19] ) packages. The users area in ARENALib is composed of the BasicProcess (containing both flowchart and data modules) and BookExamples (containing the implementation of several examples described in [18] ) packages. Both, SIMANLib and ARENALib, contain a UsersGuide package that includes a description of their characteristics, structure and use. The developers area in both packages contains the SRC package, with the internal implementation of their components and the developers documentation.
The communication between flowchart components also follows a message passing mechanism, where the value of the messages are the entities. Entities are created by the Create blocks or modules, and sent to the next component. Each component performs a process (or action) to the received entity and sends it to the next component. Entities leave the system at Dispose blocks or modules.
SIMANLib Components
SIMANLib reproduces several elements of the SIMAN language [19] . The included components are shown in Fig. 7 . In order to facilitate the development and maintenance of the SIMANLib package, the SIMANLib blocks have been specified using the DEVS formalism [29] (i.e., as atomic PDEVS models) and have been implemented using the DEVSLib package. Also the Resource element has been modeled as an atomic PDEVS model, in order to manage the seize and release petitions to the resource.
ARENALib Components
ARENALib reproduces several elements of the Basic Process panel of the Arena Simulation environment [18] . The included components are shown in Fig. 8 .
A previous implementation of the ARENALib package was presented in [30] . That implementation, which was directly coded in plain Modelica, was difficult to understand, maintain and modify. Arena com- ponents are developed using SIMAN constructs [18] . Analogously to SIMANLib, the components of ARENALib have been reconstructed as coupled PDEVS models, using the SIMANLib package. As an example, the internal structure of the Process flowchart module is shown in Fig. 9 . The use of DEVS to describe SIMANLib and ARENALib constructs facilitates the understanding of the behavior of each library component, the development of new models and its implementation. 
Hybrid System Modeling
SIMANLib and ARENALib include models that facilitate combining a process-oriented model with a continuous-time model. These models are: the External Assign block in SIMANLib and the External Process in ARENALib (which is not present in Arena). These models are shown in Fig. 10 . Also, due to the compatibility between ports, any model developed using DEVSLib can be combined with SIMANLib and ARENALib, taking into account the values of the transmitted messages. The External Assign block behaves like an Assign block, setting the value of a variable or attribute, and also includes two continuous-time output ports. These ports can be used to detect the changes in the value of the variable, and use that value in a continuous-time model.
The External Process behaves like a normal Process module, representing a process performed to the entities, but the processing time (delay) is calculated by an external continuous-time model (named "extprocess"). Every time an entity arrives to the module, and after seizing the resources, if needed, the External Process changes the value of the "entityStart" port to the reference of the received entity. The ext-process has to detect this change as a notification to start processing an entity. When the process is finished, the ext-process changes the value of the "entityEnd" port to the reference of the previously received entity. With that change, the External Process module detects the end of the process, identifies the entity and lets it continue through the flowchart diagram.
Model Development with SIMANLib and ARENALib
The "bank teller" system constructed using SIMANLib and ARENALib is presented in this section. The flowchart diagrams of both models are shown in Fig. 11 The model constructed using SIMANLib contains the following blocks: Create (that represents the arrival of customers), Queue, Seize (that together with the Release manages the availability of the teller), Delay (that represents the delay due to the service time), Release and Dispose (that represents the departure of customers). It also includes the following elements: Resource (that represents the teller), EType (that represents the customers), Queue (that describes the organization of the queue) and DStat (that calculates the statistics for the number of customers in queue).
The model constructed using ARENALib contains the following flowchart modules: Create (that represents the arrivals of customers), Process ( that represents a customer serviced by the teller) and Dispose (that represents the departure of customers). The data modules included are: Resource (representing the teller) and Entity (representing the customers).
Both models are equivalent, but as shown in Fig. 11 the components in SIMANLib perform simpler actions and more components are required to model the same behavior.
Both systems have been simulated for 10 6 time units to study the steady-state behavior. The statistical indicators are automatically calculated during the simulation run by the DStat elements. The results are shown in Table 1 , including the average number of customers in queue and the half-width intervals calculated by Arena (SIMAN and Arena obtain the same results because in both cases the same seed is used to initialize the RNG).
Case Studies
Two case studies are presented to show the functionalities of SIMANLib and ARENALib: a restaurant and an electronic factory. The first model is analyzed running independent terminating simulations and the 
Restaurant Model
The restaurant model described in [19] has been composed using SIMANLib (see Fig. 12a ). Customers arrive in groups from 2 to 5 persons and wait for an available table. If there are already 5 groups waiting, the new group leaves without waiting. The restaurant has 50 tables. Each table is for two people, so several tables may be needed for each group. When seated, the group is served and eats. At the end, the group pays the check to the cashier and leaves. The restaurant receives customers from 5 p.m. to 9 p.m., and, after that, waits until all the customers leave. In order to analyze the system, 30 independent simulation runs, each of 480 time units, have been performed. Each run record statistics about the number of customers served, the number of busy tables, the number of waiting customers, the number of groups that left without entering and the utilization of the cashier. The simulation results, comparing the SIMANLib and SIMAN models are shown in Table 2 (average values). Figure 12 : Case studies: a) restaurant modeled using SIMANLib; and b) electronic assembly system modeled using ARENALib.
Electronic Factory Model
The electronic assembly and test system described in [18] has been composed using ARENALib (see Fig. 12b ). Two types of electronic parts (A and B) are received in the system, are pre-processed and sealed. Each type has a different pre-processing and sealing time. After that, the sealed parts are inspected. Correct parts are shipped, and the rest need to be reworked. After the rework process, they are inspected again and classified into salvaged and scrapped.
The system has been simulated during 50000 time units, in order to evaluate its steady-state behavior. Multiple statistical indicators are automatically calculated by ARENALib. Some of these indicators (average values) are shown in Table 3 and the are compared with the results obtained with Arena, including the half-width (H-W) interval. 
Conclusions
A new free Modelica library, named DESLib, has been designed and programmed to facilitate the development of discrete-event and process-oriented models. The library is composed of four packages: RandomLib, DEVSLib, SIMANLib and ARENALib. DEVSLib supports the development of discrete-event models following the Parallel DEVS formalism. SIMANLib and ARENALib facilitate the development of processoriented models of logistic systems, with functionalities similar to the SIMAN language and the Arena simulation environment. RandomLib contains an implementation of the CMRG random number generator, used in Arena, that combined with the other packages of DESLib facilitates the development of stochastic discrete-event models.
The hierarchic description of components in DESLib (SIMANLib compopnents constructed using DESLib, and ARENALib components constructed using SIMANLib) and the use of the DEVS formalism simplifies its understanding, maintenance, reuse and further development.
The communication mechanism developed and included in DESLib allows to transport structured information between models. This mechanism can also be easily adapted to other applications and libraries.
The description and study of stochastic discreteevent and logistic models with Modelica is supported by DESLib. Due to the interface models included in the library, the combination of DESLib with other Modelica libraries facilitates the description of complex hybrid models.
