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Resum 
 
Aquest document conté la descripció del treball de simulació realitzat per a 
l’estudi del procés de solidificació d’un material policristal·lí.  
El procés de solidificació, també anomenat de cristal·lització, és un procés 
dinàmic de no-equilibri que dóna lloc a deformacions morfològiques de la 
interfase, que separa les fases sòlida i líquida. Anomenem processos 
interfacials a dites deformacions. Aquestes evolucionen de forma complexa 
durant el procés i acaben presentant estructures ramificades com les dendrites 
o flocs de neu. 
 
La simulació es realitza mitjançant una programació orientada a objectes en 
llenguatge C. S’utilitza el programa Visual C++ i es modela el sistema com una 
malla quadrada bi- dimensional. 
D’altra banda, la representació gràfica i visualització de la simulació es realitza 
mitjançant el programa Visual Basic.   
 
A partir d’un model de camp de fase, la simulació mostra l’evolució temporal 
dels camps d’estat, temperatura i orientació cristal·lina (orientació local d’un 
cristall respecte a un sistema de coordenades fix). 
Per tal d’obtenir l’evolució temporal dels camps d’estat i temperatura, es 
resolen numèricament equacions derivades del funcional d’energia lliure. Pel 
que fa a l’evolució de l’orientació, s’aplica un algoritme de nucleació i 
creixement de grans basat en el mètode de Monte-Carlo. 
 
En aquest document també s’adjunta la justificació dels resultats obtinguts 
amb el model de simulació utilitzat. Variant paràmetres com el sots 
refredament o el rati de nucleació de grans, obtenim simulacions amb diferents 
velocitats d’evolució del sistema. Es distingeixen mitjançant la corba que traça 
l’evolució temporal de la fracció transformada (paràmetre que mostra la fracció 
del sistema en estat sòlid pur). 
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Overview 
 
This document contains a brief description of the simulation that we have done 
in order to study the solidification process of a polycrystalline material. 
This process of solidification, also named of crystallization, is a dynamic 
process of non- equilibrium that makes morphological deformations of the 
interface, which separates the solid and liquid phases. These deformations are 
known as interfacial processes, and they produce commonly ramified 
structures like dendrites during the process. 
 
The simulation is done by using an object-oriented programming in language 
C. We use the Visual C++ software, in which the system is mapped onto a two-
dimensional square lattice. 
It is also used the Visual Basic, which is necessary to implement the 
simulation’s visualization and, in fact, the graphic interface. 
 
Using a phase-field model, our simulation shows the time- evolution of some 
fields: phase, temperature and crystallographic orientation (that measures the 
local orientation of a crystal with respect to a fixed coordinate system). 
In order to obtain the evolution of the phase and temperature fields, equations 
derived from the free-energy functional are numerically solved. On the other 
hand, an algorithm for nucleation and grain growth based on the well-known 
method of Monte-Carlo is needed to obtain the evolution of the orientation. 
 
In this document it is also contained a brief discussion and justification of the 
results obtained with the model used for the simulation. Changing some 
parameters like the under-cooling or the grain nucleation rate, we obtain 
simulations with different velocities of evolution. We distinguish between them 
with the time- evolution of the transformed fraction (parameter that shows the 
fraction of the system which is in pure- solid state). 
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INTRODUCCIÓ 
 
 
L’objectiu d’aquest document és presentar un model de simulació pel procés de 
solidificació d’un material policristal·lí. Basat en un model de camp de fase, la 
simulació també fa ús del conegut mètode de Monte-Carlo. 
 
Al primer capítol es troba una breu descripció dels materials policristal·lins i el 
seu procés de solidificació. També s’inclou una introducció i presentació dels 
estudis numèrics i experimentals realitzats fins l’actualitat. 
 
El segon capítol conté la descripció de tres models de solidificació diferents: el 
model físic sharp-interface, el model de camp de fase o phase-field, i el mètode 
de Monte-Carlo per la nucleació i creixement de grans. Es presenten les 
equacions emprades pel model de simulació utilitzat, així com també l’algoritme 
utilitzat. 
 
La resolució numèrica de les equacions es troba en el tercer capítol. En aquest 
també s’inclou una descripció detallada de la simulació realitzada, dividida en 
dues grans parts d’implementació: una primera on es resolen les equacions 
que mostren l’evolució dels camps d’estat i temperatura, i una segona on es 
descriu l’algoritme emprat per l’evolució del camp d’orientació cristal·lina. 
Aquests tres camps són essencials per caracteritzar el procés de solidificació 
simulat. 
 
Un cop presentats els models existents i descrita la simulació realitzada, es 
presenten els resultats obtinguts. La discussió i justificació d’aquests es troba al 
quart capítol, que també inclou un estudi sobre la influència d’alguns 
paràmetres (com el sots refredament) en la velocitat d’evolució del sistema 
simulat.     
 
Al cinquè capítol es descriu el programa creat per la simulació. Mitjançant una 
programació orientada a objectes en un llenguatge C, es descriuen les 
variables i funcions implementades per tal d’obtenir l’evolució temporal dels 
camps d’estat, temperatura i orientació. El p rograma utilitzat és el Visual C++. 
 
La representació gràfica del sistema, d’altra banda, es realitza mitjançant un 
programa diferent: el Visual Basic. El sisè capítol conté la descripció del codi 
implementat amb aquest programa, així com també la presentació de la 
interfície creada pel control i visualització de la simulació. 
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CAPÍTOL 1. MATERIALS POLICRISTAL·LINS: 
CRISTAL·LITZACIÓ I SOLIDIFICACIÓ 
 
1.1. Materials policristal·lins  
 
1.1.1. Estructura cristal·lina 
 
L’estructura cristal·lina ens permet distingir entre materials amorfs i cristal·lins. 
Mentre que en els sòlids cristal·lins els àtoms es col·loquen segons un model 
ordenat i reiteratiu, en els materials amorfs (no cristal·lins) els àtoms es 
distribueixen de manera desordenada i a l’atzar. L’estructura cristal·lina del 
sòlid és la disposició espacial dels àtoms, que es representen com esferes 
rígides. Així distingim entre les diferents estructures cristal·lines, 
caracteritzades per un número de coordinació (nombre d’àtoms veïns més 
pròxims) i un factor d’empaquetament atòmic. 
 
 
1.1.2. Monocristalls i policristalls 
 
Els materials monocristal·lins són materials en què l’ordenació atòmica 
s’expandeix ininterrompudament per tota la proveta. En algunes circumstàncies 
poden presentar cares planes i formes geomètriques regulars. 
 
La majoria de sòlids cristal·lins, no obstant, són policristalls; es componen de 
múltiples cristalls diminuts proveïts de diferents orientacions cristal·logràfiques. 
A la imatge següent (Fig. 1.1) podem observar el contrast entre un material 
policristal·lí i un de monocristal·lí. Com es pot apreciar, els límits de gra que es 
poden observar en el policristall manquen en l’estructura del monocristall. 
 
 
 
Fig. 1.1  Imatge d’un policristall i un monocristall. 
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1.2. Cristal·lització i solidificació 
 
1.2.1. Descripció 
 
Anomenem cristal·lització al pas de l’estat líquid al sòlid, que es realitza en 
dues fases: una primera en que es produeix la formació de nuclis, i una segona 
de creixement de cristalls. 
 
 
1.2.1.1. Cristal·lització d’un monocristall 
 
Per a la formació d’un monocristall, cal abans l’existència d’un cristall minúscul 
anomenat germen. Aquest creix expandint-se pel líquid amb una orientació 
cirstal·lina fixa i sense límits de gra observables. El monocristall creix, doncs, 
de manera uniforme i sense alteracions en la orientació cristal·lina dels seus 
àtoms. 
 
 
1.2.1.2. Cristal·lització d’un policristall 
 
Un policristall creix de manera diferent a com ho fa un monocristall. Quan un 
líquid passa a l’estat sòlid s’allibera energia, que prové de la disminució 
d’energia potencial que separa els àtoms en l’estat líquid. Quan la temperatura 
del material líquid disminueix el suficient per sota del punt de solidificació, es 
formen agrupacions o nuclis estables en diferents punts del líquid. Són 
necessàries, per tant, condicions de sots refredament. Aquests nuclis, que no 
son més que porcions de líquid solidificades, fan la funció de gèrmens de 
cristal·lització. Cada nucli atrau a nous àtoms de líquid, que es van ordenant en 
funció a la xarxa espacial del material. S’agrupen al llarg de determinades 
direccions preferents, anomenades eixos cristal·logràfics.  
 
El procés de solidificació d’un policristall dóna origen a estructures ramificades, 
també conegudes sota el nom de dendrites. Aquestes presenten direccions 
diferents, fet que provoca que al xocar les unes amb les altres es formin els 
coneguts límits de gra. 
 
 
1.2.2. Tamany de gra 
 
El tamany de gra dels materials sòlids és funció de la nucleació i velocitat de 
creixement. Un refredament ràpid produeix la formació de grans fins i 
abundants. Per contra, en un refredament lent el gra disposa de temps per al 
seu creixement, fet que provoca la formació de pocs nuclis. Això és degut  a 
que la velocitat de creixement no permet una alta nucleació en la solidificació. 
Es formen, per tant, grans gruixuts.  
 
Podem dir que els materials amb una estructura de gra fi presenten major 
tenacitat (resistència al xoc), duresa i resistència a la tracció que les estructures 
de gra gruixut. 
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1.3. Estudis numèrics i experimentals  
 
1.3.1. Introducció 
 
Moltes aplicacions en la indústria aeronàutica (veure Annex 1) i en l’automoció 
requereixen materials sense cap tipus de defectes. És per això que la utilització 
de models predictius esdevé essencial per tal de prevenir-los. 
Hem vist que durant el creixement d’un sòlid dins la dissolució sots refredada 
es formen micro-estructures tals com els coneguts flocs de neu (dendrites).  
A mesura que el sots refredament incrementa es poden observar canvis en 
aquestes micro-estructures. Aquests són canvis qualitatius. Per contra, s’ha 
observat que alguns materials decreixen abruptament en la micro-escala quan 
decreix el sots refredament. Aquest efecte es coneix amb el nom de grain 
refinement, i ha estat observat en dissolucions sots refredades [1] i aleacions 
[2, 3].  
Posteriorment es va comprovar que això és degut a canvis en la morfologia de 
les estructures microscòpiques [1]. 
 
Per tal d’obtenir més informació sobre formes de la micro-estructura del 
material, es realitzen diferents estudis analítics i models numèrics per als 
respectius processos de solidificació. Partint d’una formulació matemàtica del 
problema dendrític, la finalitat no és més que la de trobar les solucions 
existents, així com les morfologies possibles. En resulten, doncs, diferents 
estudis sobre l’estabilitat d’aquestes solucions [4, 5, 6].  
 
Només mitjançant la combinació d’estudis experimentals amb estudis numèrics 
es poden verificar les prediccions necessàries per tal d’obtenir materials com 
els que es requereixen en les indústries aeronàutiques i industrials: sense cap 
tipus de defectes. 
 
 
1.3.2. Estudis experimentals 
 
Els models existents per al creixement i formació de les estructures ramificades 
no preveuen els paràmetres morfològics amb la suficient exactitud com per 
poder aplicar càlculs industrials sobre el procés. 
  
Les tècniques metal·lo-gràfiques ens permeten veure les micro-estructures 
transformades durant la solidificació i el subseqüent sots refredament. Podem 
classificar els estudis experimentals en dos tipus:  
 
· Estudis realitzats amb aleacions orgàniques quasi-bidimensionals.  
· Estudis tridimensionals pel creixement de substàncies pures. 
 
 
Mitjançant aquests estudis podem obtenir la formació de diferents morfologies.  
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Fig. 1.2  Tres morfologies:  floc de neu, cristall de dues puntes i alga marina. 
 
 
La figura anterior (Fig. 1.2 ) mostra una estructura ramificada del tipus floc de 
neu, una estructura del tipus doublon (cristall amb dues puntes) i una 
morfologia que rep el nom d’alga marina o seaweed, característiques dels 
estudis bidimensionals. Aquestes morfologies poden ser distingides a partir de 
diverses consideracions en la simetria que presenten. Mentre la dendrita o floc 
de neu presenta un alt grau de simetria, l’estructura seaweed no permet 
distingir la direcció de creixement en el pla de projecció. Per últim, es fàcil 
veure com el doublon presenta un eix de simetria al centre del canal. 
 
En tres dimensions les transicions morfològiques no es limiten a aquests tres 
casos. Es poden obtenir també morfologies de cristalls amb tres i quatre 
puntes, i múltiples d’aquests. En la figura Fig. 1.3 es pot observar la formació 
d’un cristall acabat amb tres puntes (anomenat triplon), obtingut a partir d’un 
procés similar al de les estructures presentades en la imatge anterior (Fig. 1.2 ). 
Malgrat això, fins ara encara no es coneixen les condicions precises per a la 
formació d’una morfologia en particular. 
 
 
 
Fig. 1.3  Creixement i formació d’un cristall amb tres puntes. 
 
 
1.3.3. Estudis numèrics 
 
Nosaltres hem realitzat una simulació en dues dimensions fent servir un model 
de camp de fase o phase field. Aquests models són una eina útil per resoldre 
numèricament les equacions analítiques. En comptes de calcular un límit de 
fase abrupte entre sòlid i líquid en el problema de Stefan o de sharp interface, a 
cada punt de la malla s’assigna, a més d’un valor de temperatura, un valor 
d’estat de fase. Aquesta fase pren valors arbitraris entre 0 (sòlid) i 1 (líquid). 
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S’han realitzat simulacions anisòtropes en una malla de 40x40 punts amb 
diferents valors de sots refredament. Hem pogut observar com per valors de 
sots refredament més baixos incrementa el temps de simulació. 
 
Les simulacions en tres dimensions requereixen un llarg període de temps per 
a l’execució. Actualment el codi a simular necessita ser executat paral·lelament 
per desenes de processadors, fet que perjudica l’exactitud de les resolucions 
obtingudes. En aquest aspecte les simulacions 2D presenten més exactitud. 
Tot i això, els resultats obtinguts són qualitativament similars als del cas 
bidimensional, amb l’excepció que el model 3D presenta una dimensió més en 
la que es produeix transferència de calor. És per això que aquests models 
requereixen de major anisotropia per tal d’estabilitzar l’estructura com a 
dendrítica. 
 
 
1.3.4. Conclusions 
 
Podem obtenir informació sobre les micro-estructures en els processos de 
solidificació d’alguns metalls, però no sobre la dinàmica de les transicions 
morfològiques que succeeixen durant els mateixos.  
 
Diferents estudis utilitzen substàncies transparents, tals com el xenó Xe, per tal 
de simular la solidificació d’alguns metalls. En aquests el procés de solidificació 
pot ser estudiat “in situ”.  
Fins ara, la informació de models experimentals amb substàncies transparents 
ha estat limitada degut a la manca d’informació en la micro-estructura tri- 
dimensional formada durant la cristal·lització. Mitjançant la introducció de 
models experimentals dins l’estudi del procés de solidificació, s’aconsegueix: 
 
· Estudis de diferents morfologies i transicions morfològiques. 
· La possibilitat de reconstrucció de formes i tamanys d’objectes 
tridimensionals transparents. 
 
 
Gràcies a aquest fet, i després d’un llarg període de temps de romandre 
inexplicable, es va poder observar com els canvis morfològics en els metalls 
depenen de l’esmentat grain refinement. La determinació de formes 
tridimensionals d’objectes formats durant el refredament proporciona, per 
primer cop, la possibilitat de determinar els paràmetres necessaris per aplicar 
les teories als processos industrials d’obtenció de materials.  
Actualment s’han començat a caracteritzar diferents morfologies formades 
durant la solidificació, així com les seves transicions corresponents; i tot això 
gràcies a la combinació d’estudis teòrics amb models experimentals reals. 
 
La interacció de l’experiment amb la teoria és crucial. Els estudis teòrics prenen 
origen amb observacions experimentals inusuals, i fent referència a l’expressió 
citada per L. Pasteur: “L’ull de l’experimentador es basa amb els resultats 
teòrics per tal de poder veure noves estructures”. 
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CAPÍTOL 2. MODELS DE SOLIDIFICACIÓ 
 
2.1.   El model sharp-interface 
 
2.1.1. Introducció 
 
La formació de micro-estructures durant els processos de solidificació de 
materials determina les propietats mecàniques i elèctriques dels mateixos. Es 
converteix, per tant, en un estudi de gran interès científic i tecnològic.  
Aquestes micro-estructures prenen origen en la desestabilització morfològica 
de la interfase, la qual es produeix al mateix temps que el front de solidificació 
va avançant pel líquid. És per això que pren especial importància l’estudi del 
comportament dinàmic de dita interfase.  
 
El model estàndard sharp interface per a la solidificació d’una substància pura 
[7] considera la interfase sòlid-líquid com una superfície prima en moviment. 
Aquest model es basa en l’equació de difusió del calor, juntament amb dues 
condicions de contorn a la interfase (considerada abrupte). 
 
 
2.1.2. Equació de difusió 
 
L’equació de difusió pel camp de temperatura T ve donada per   
 
 
TD
t
T 2~
~ Ñ=¶
¶
,    (2.1) 
 
 
on t~ és el temps i D és la constant de difusió ( pckD /= , essent k  la 
conductivitat de calor i pc la calor específica per unitat de volum). Les variables 
amb barret denoten magnituds amb unitats físiques. A més, es considera un 
model de solidificació simètric (s’assumeix que les constants D  i pc  són iguals 
en les dues fases). 
 
 
2.1.3. Condicions de contorn 
 
La primera condició de contorn s’obté de la conservació de calor latent a la 
interfase mòbil: 
 
 
])~()~[(~ LnSnpn TTDcvL Ñ-Ñ= ,        (2.2) 
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on L  és el calor latent per unitat de volum, nv
~  és la component normal de la 
velocitat de la interfase, nÑ
~
 és la derivada normal de la interfase i S i L es 
refereixen al sòlid i líquid respectivament. 
La banda esquerra de l’equació correspon al rati de calor produïda per unitat 
d’àrea, mentre que la banda dreta mostra el total del flux d’energia fora la 
interfase. 
 
El model descrit es completa amb una condició de contorn termodinàmica que 
assumeix equilibri local a la interfase, i que incorpora l’efecte de no equilibri a la 
interfase mòbil:   
 
 
m
s nM
M
v
k
L
T
TT --=
~
int ,     (2.3) 
 
 
on Tint  és la temperatura a la interfase, s  és la tensió superficial, m  és el 
coeficient cinètic i k
~
 és la curvatura local de la interfase. 
 
 
2.1.4. Síntesi d’equacions  
 
Introduint el camp de difusió reduït )//()( pM cLTTu -=  i re- escrivint les 
equacions amb la longitud de difusió cvDl /=  i el temps de difusió Dl /
2=g  ( cv  
és la velocitat característica del front, en la majoria d’experiments de l’ordre 
d’1mm/s), obtenim el següent conjunt d’equacions sharp-interface 
adimensionals: 
 
 
u
t
u 2Ñ=
¶
¶
,     (2.4) 
 
])()[( LnSnn uuv Ñ-Ñ= ,    (2.5) 
 
nvl
k
l
d
u
/
0
int g
b
--= ,    (2.6) 
 
 
on 20 / LcTd pMs=  és la longitud capil·lar de la substància i )/( Lc p mb = . 
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2.2. El model phase-field 
 
2.2.1. Introducció 
 
El mètode phase field o de camp de fase és una eina matemàtica, basada en 
els principis i lleis de la termodinàmica, que intenta descriure el procés de 
transició de fases en la matèria (per exemple de líquid a sòlid). Aquest mètode 
pren origen a la dècada dels vuitanta, quan va aparèixer com una eina 
computacional que permetia l’estudi de fenòmens interfacials. A més, permet el 
posterior acoblament d’aquest als camps de difusió de calor i massa que 
determinen l’avanç del front de solidificació.  
  
Els models de camp de fase consisteixen en un conjunt d’equacions 
diferencials que permeten descriure la dinàmica d’un camp continu acoblat a 
les equacions de difusió a les dues fases. El camp de fase és un paràmetre, 
introduït al model, que conté el valor de la fase per a cada punt del volum total 
del material en estudi. Pren valors des de 0.0 (líquid pur) fins a 1.0 (sòlid pur), 
de tal manera que els valors intermedis corresponen a la interfase. El mètode 
phase field redueix la fase de transició en el límit, on el gruix d’aquesta tendeix 
a 0, a una fina estructura d’interfase.  
 
Tot i que el camp de fase no correspongui necessària i directament a cap 
paràmetre físic de la matèria, la introducció d’aquest camp al model es 
converteix en una tècnica matemàtica molt útil i freqüentment utilitzada en la 
ciència dels materials.  
Durant els últims trenta anys, els models de camp de fase s’han establert com 
una eina molt potent per a l’estudi de sistemes interfacials complexos. 
 
 
2.2.1.1. Orígens i primers models 
 
Les primeres formulacions d’un model de camp de fase les varen realitzar Fix 
[8] i Langer [9]. Un model semblant fou posteriorment introduït per Collins i 
Levine [10], que el van fer servir per a l’estudi del procés de solidificació en una 
mescla sots refredada amb interfase difusa. A més, van realitzar el primer 
enllaç entre aquest model i el model sharp-interface. 
Les propietats analítiques de les equacions del model de Langer foren 
estudiades per Caginalp et al. [11, 12, 13, 14], Gurtin [15] i Fife i Gill [16]. 
Caginalp introduí, a més, els efectes d’anisotropia al model (referències [12, 
17]). 
 
A la referència [18] es presenten algunes situacions crítiques on els models 
phase-field i sharp-interface difereixen. Els primers models, obtinguts del 
funcional d’energia lliure, eren consistents i vàlids per casos isotèrmics.  
Fix [8] va introduir mètodes numèrics pel tractament de les equacions del 
model,  i més tard varis autors van dur a terme les primeres computacions 
numèriques en una dimensió [19, 14]. Kobayashi va ser el primer en emprar un 
model de camp de fase anisòtrop per a una substància pura en dues [20] i tres 
dimensions [21], simulant l’evolució del creixement d’estructures ramificades en 
una mescla sots refredada. 
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Partint o no d’un funcional d’energia lliure, els models de camp de fase han 
continuat evolucionant al llarg dels anys. En el camp de la ciència dels 
materials aquests models han anat incorporant efectes com la nucleació [22], 
creixement de grans [23] i creixement d’espirals [24], entre d’altres.   
 
 
2.2.1.2. Avantatges 
 
L’avantatge principal d’utilitzar aquest mètode per a modelar les transicions de 
fase, en comparació amb d’altres mètodes tradicionals i també utilitzats 
freqüentment, és que no hi ha seguiment explícit del moviment de la interfase. 
Així doncs, no requereix d’algorismes de seguiment d’interfase durant la  
simulació. Això és degut a que la posició de la interfase vindrà determinada per 
l’evolució del camp de fase.  
Per contra, la fase de cadascun dels punts del total del volum simulat ha 
d’ésser computada i re calculada en cada pas de temps.  
 
A continuació es presenten les característiques principals del model phase 
field, que permeten que sigui adequat per a la descripció dinàmica interfacial: 
 
· El conjunt d’equacions diferencials parcials utilitzades són més 
simples d’integrar numèricament que les equacions integro-
diferencials emprades pel model sharp-interface. Això permet que 
possibles modificacions sobre el model (anisotropia, fluctuacions 
externes, etc.) siguin, en comparació, més fàcils d’incorporar. 
· Permet una fàcil incorporació de fluctuacions internes. 
· Més específicament, el model presenta l’avantatge que la interfase 
no ha d’ésser explícitament determinada com a part de la solució, 
sinó a partir de la solució de les equacions del camp de fase. També 
permet canvis topològics a la interfase (auto-interseccions, 
coalescència, etc.) i extensió del sistema a les tres dimensions.  
 
 
2.2.2. Equacions pel procés de solidificació d’un monocristall 
 
Hem vist que el model de camp de fase deriva, generalment, d’un funcional 
d’energia lliure. Per al procés de solidificació d’un monocristall, es parteix d’un 
funcional com el següent:  
 
 
ò ú
û
ù
ê
ë
é
ÑG+= f
a
f 2
2
2
),( TfdVF ,          (2.7) 
 
 
a partir del qual es poden obtenir les equacions diferencials pels camps de fase 
i temperatura, necessaris per caracteritzar dit procés: el creixement d’un cristall. 
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Aquestes són: 
 
 
ú
û
ù
ê
ë
é
Ñ×+÷
ø
ö
ç
è
æ ×D+-××=
¶
¶
fbfffa
f 2)()(
2
1
)( mfm
t
,       (2.8) 
 
T
t
ng
t
T 2·)()( Ñ+
¶
¶
××D=
¶
¶ f
f ,                 (2.9) 
 
 
on 10=a , 610·5 -=b , D=D ·60)(f , D
-=D 30)(g , )1()( fff -=m  i  
)21()( 22 ffff +-=n . L’increment de temps Dt i la variable de sots refredament 
D prenen els següents valors per defecte:  Dt = 1·10-6  i 4.0=D . 
 
 
2.2.3. Equacions pel procés de solidificació d’un policristall  
 
Per a la simulació del procés de solidificació d’un material policristal·lí, cal 
introduir un nou camp al model: l’orientació cristal·lina. La densitat d’energia 
lliure que inclou aquest camp és la següent: 
 
 
ò ú
û
ù
ê
ë
é
Ñ+Ñ+-ÑG+= 2
2
2
2
)(
2
)(),(
2
),( qf
e
qfyqf
a
f hsgTfdVF      (2.10) 
 
 
i és aquesta l’equació fonamental i de la que en deriven les següents equacions 
utilitzades per la simulació Warren [25]. Aquestes mostren la variació temporal 
dels camps de fase, temperatura i orientació, suposant el cas qÑ=G . Són:  
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T
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+Ñ=
¶
¶ f2                    (2.13) 
 
 
A l’Annex 2 es troba un exemple de discretització, realitzat per la posterior 
simulació i resolució numèrica de l’eq.2.11. 
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2.3. El mètode de Monte Carlo 
 
2.3.1. Introducció 
 
En aquest apartat es descriu un altre model de solidificació, en particular per  la 
simulació del procés de solidificació i el creixement de grans: el mètode de 
Monte Carlo. Mitjançant aquest mètode obtenim l’evolució del camp d’orientació 
per la simulació realitzada en aquest treball (pel procés de solidificació d’un 
policristall).   
 
El nom de Monte Carlo és degut a Metropolis, que així el va batejar (inspirat per 
l’interès d’Ulam pel pòquer) durant el Projecte Manhattan de la Segona Guerra 
Mundial. La justificació del nom es troba en la similitud entre la simulació 
estadística i els jocs d’atzar, i és per això que rep el nom de la famosa capital 
de Mònaco: Monte Carlo, centre lúdic per excel·lència. 
Actualment, però, el nom fa referència a qualsevol mètode implementat per una 
simulació estadística que utilitzi seqüències de nombres aleatoris.  
 
 
2.3.1.1. Aplicacions 
 
Pel que fa a les simulacions dins la branca de la ciència dels materials , aquest 
mètode permet la introducció de les equacions de difusió, fet que el fa útil per a 
diverses aplicacions (com la simulació de processos d’interacció de partícules). 
Els mètodes de Monte Carlo, però, s’empren en molts altres àmbits d’aplicació: 
com a tècniques d’integració d’una funció, com a solució per modelar 
processos estocàstics (aleatoris), com una eina per calcular propietats d’estat 
(com la pressió o la temperatura, etc.).  
En el llibre de Landau i Binder [27] hi podem trobar la descripció detallada d’un 
gran nombre d’aplicacions que utilitzen aquest mètode. 
 
 
2.3.2. Descripció del mètode 
 
L’únic requeriment necessari per utilitzar un mètode de Monte Carlo, en una 
simulació d’un sistema físic és la descripció d’una funció de densitat de 
probabilitat, també anomenada funció partició Z.  
 
El mètode de Monte Carlo utilitza una representació discretitzada de la micro-
estructura i controla les interaccions energèticament. Aquesta micro-estructura 
es descriu mitjançant una estructura en xarxa en dues o tres dimensions. Cada 
punt de la malla conté un nombre, Si, que correspon al seu valor d’orientació 
assignat. Així, els punts adjacents amb orientacions diferents presentaran en la 
seva frontera el que es coneix com a límit de gra, mentre que els punts de la 
malla adjacents amb orientacions iguals estaran a l’interior de gra. 
 
La imatge següent (Fig. 2.1), obtinguda de la simulació realitzada en aquest 
treball, mostra els nombres d’orientació a cada punt de la malla 2D. A més, s’hi 
ha dibuixat els límits de gra (fronteres entre punts adjacents amb diferents 
orientacions). 
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Fig. 2.1  Diagrama de la malla quadrada 2D. 
 
 
S’ha esmentat que el mètode de Monte Carlo realitza un control energètic de la 
micro-estructura. Així doncs, igual que hem vist com a cada punt de la malla 
s’assigna un valor pel camp d’orientació (Si), ara veurem com calcular el valor 
de l’energia Ei.  
 
 
2.3.2.1. Càlcul de l’energia 
 
Per al càlcul de l’energia es realitza una comparació entre l’orientació del punt 
(sobre el que es calcula) i les orientacions dels punts adjacents. El valor 
d’energia serà el nombre de comparacions en què l’orientació del punt difereixi 
de l’orientació del punt veí. Així doncs, podem definir l’energia E com un 
nombre enter comprès entre 0 i 4. El valor mínim esdevé quan tots els punts 
més pròxims tenen el mateix valor d’orientació que el punt central (els punts 
pertanyen a l’interior de gra). Per contra, el valor màxim esdevé quan cadascun 
dels valors d’orientació dels punts veïns difereixen del valor del punt estudiat. 
La següent imatge mostra una síntesi del càlcul energètic del mètode de Monte 
Carlo utilitzat. 
 
  
 
 
Fig. 2.2  Síntesi de càlcul del valor de l’energia en un punt de la malla. 
 
 
2.3.3. Evolució de la micro-estructura: Metropolis Algorithm 
 
L’evolució de l’estructura es realitza donant valors aleatoris al camp d’orientació 
en cadascun dels punts de la malla. Així s’inicialitza el sistema utilitzat per la 
simulació realitzada. Un cop tots els punts prenen un valor inicial i aleatori 
d’orientació, s’aplica en cada pas de temps l’algoritme mostrat a continuació 
(Fig. 3.4), basat en l’anomenat Metropolis Algorithm (Landau i Binder [27]).  
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El pas de temps en el mètode de Monte Carlo també es pot definir com N 
intents de canvi en l’orientació del sistema (cada punt de la malla rep una 
oportunitat per canviar la seva orientació).  
 
 
     )/exp( TKENA BD-³        No canvi 
    0>-=D D+ ttt EEE        NA* 
ttE D+            )/exp( TKENA BD-<        Canvi 
     0£-=D D+ ttt EEE  
 
*NA º  Nombre aleatori 
 
Fig. 2.3 Esquema de l’algoritme utilitzat: Metropolis Algorithm. 
 
 
Com podem observar en l’algoritme de la figura anterior, els passos principals 
de l’algoritme emprat per l’evolució de l’orientació durant la simulació són: 
 
1. Recorrem el punt i de la malla.  
 
2. Calculem l’increment d’energia DE en el punt  (2.3.1.2). 
 
3. Generem un valor aleatori NA tal que 0 £ NA < 10. 
 
4. Si l’increment d’energia de dit punt és negatiu (DEi £ 0), assignem al punt 
aquest nou valor aleatori d’orientació. 
 
5. Si l’increment d’energia és positiu, però es compleix NA< )exp(
Tk
E
B
D-
, 
donem el nou valor d’orientació al punt. 
 
 
6. Passem a avaluar el punt següent de la malla i a realitzar el pas 2. 
 
 
Cal esmentar que la comparació realitzada en el pas 5 es fa amb l’expressió de 
la probabilitat de transició utilitzada per aquest mètode de Metropolis. Aquesta 
resulta ser la següent: 
 
 
       1  si 0£DE  
    )( Ep D  =         
     )exp(
Tk
E
B
D-
 si 0>DE    (2.14) 
 
 
 
On kb és la constant de Boltzmann’s i T és la temperatura absoluta. 
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L’únic inconvenient que presenta l’algoritme utilitzat, envers altres algoritmes 
existents, es dóna quan es simulen volums amb molts punts, o quan s’utilitzen 
temperatures relativament baixes. La probabilitat de transició resulta ser 0 en 
molts punts i el sistema evoluciona lentament (malgastant molts intents de re 
orientació i incrementant el temps de computació).  
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CAPÍTOL 3. RESOLUCIÓ NUMÈRICA DE LES 
EQUACIONS 
 
3.1. Introducció 
 
3.1.1. Descripció general 
 
La simulació per la caracterització del procés de solidificació d’un material 
policristal·lí la podem dividir en dues grans parts d’implementació, ben 
diferenciades entre elles: 
 
· Creixement d’un monocristall: evolució de l’estat i la temperatura. 
· Migració a un policristall: introducció de l’orientació policristal·lina. 
 
Primer es simula el procés de solidificació d’un monocristall mitjançant 
l’evolució dels camps de fase i temperatura. Posteriorment s’incorpora el camp 
d’orientació cristal·lina per tal de poder simular el mateix procés pel cas d’un 
policristall. 
 
 
3.1.1.1. Model utilitzat 
 
La simulació fa ús d’un model de camp de fase amb una estructura en malla de 
NxN punts, que corresponen als diferents àtoms o partícules del sistema (veure 
Fig. 3.1). Per a cada punt de la xarxa s’assignen valors dels camps que 
caracteritzen, en general, qualsevol model policristal·lí: la fase, la temperatura i 
l’orientació cristal·lina. 
El valor dels dos primers els obtenim mitjançant la simulació numèrica de les 
equacions 2.8-2.9 que relacionen ambdós paràmetres, i pel valor d’orientació 
cristal·lina apliquem un algoritme de càlcul simultani al dels camps anteriors. 
Cal afegir que els valors de fase i temperatura seran representats per nombres 
reals (0.0, 0.8, etc.), mentre que la variable d’orientació cristal·lina vindrà 
representada per nombres enters (45, 90, etc.). 
 
 
 
 
Fig. 3.1  Esquema de malla utilitzada. 
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3.2. Simulació d’un monocristall: estat i temperatura 
 
3.2.1. Introducció i descripció 
 
Per tal de descriure el creixement d’un cristall, es fa ús de dos camps: la fase f 
i la temperatura T. La fase hem vist que varia entre els valors [0.0 i 1.0], 
referint-se al sòlid i al líquid purs, respectivament. Anomenem interfase sòlid-
líquid la resta de valors de l’interval. D’altra banda, la temperatura prendrà 
valors entre [-1.0 i 0.0], referint-se al líquid sots-refredat i al sòlid, 
respectivament. A continuació es mostra una imatge que sintetitza els valors 
d’ambdues variables en els diferents casos del sistema simulat. 
 
 
  
 
Fig. 3.2  Valors de fase i temperatura. 
 
 
3.2.2. Inicialització del sistema 
 
Inicialitzem cadascun dels punts del sistema amb els següents valors de fase i 
temperatura: 
 
· Fase f = 1.0 (representant estat líquid). 
· Temperatura T = -1.0 (referint-se al líquid sots refredat). 
 
 
Excepte un punt, que per conveniència s’escull com el central de la malla i que 
es deixa en estat sòlid (valors de fase i temperatura iguals a 0.0). Obtindrem 
així un sistema líquid amb una partícula sòlida que creixerà i evolucionarà 
temporalment. 
 
 
3.2.3. Resolució numèrica de les equacions 
 
Durant la simulació es fa un càlcul continu dels camps de fase i  temperatura 
cada pas de temps D t, de manera que s’acaba obtenint l’evolució temporal del 
sistema. Pel càlcul temporal d’ambdós camps (f i T) es resolen numèricament 
les equacions discretitzades mostrades a continuació: 
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A les equacions anteriors podem veure com els camps de fase i temperatura 
depenen del valor que prenien en l’instant anterior i de la variació dels mateixos 
amb el temps.  
La variació dels camps f i T l’obtenim mitjançant la resolució numèrica de les 
equacions eq. 2.8 i 2.9.  
Pel càlcul dels gradients que apareixen en les expressions anteriors es resol 
següent equació: 
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Com podem veure, el valor del gradient d’un camp en un punt depèn dels 
valors que pren aquest camp en els punts adjacents dins la matriu del sistema.  
 
 
3.2.4. Condicions de contorn 
 
Les condicions de contorn que s’estableixen per la simulació són periòdiques 
en el domini espacial. A continuació es presenta una imatge que mostra 
l’esquema utilitzat (Fig. 3.3): 
 
 
 
 
Fig. 3.3 Condicions de contorn periòdiques per una malla 2D. 
 
 
Com veiem, el punt del contorn de color negre dependrà dels seus vuit punts 
adjacents, modelant el sistema com  “esfèric”. Aquestes condicions de contorn 
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periòdiques són fàcils d’implementar i, a més, resulten ser una bona opció quan 
l’estat inicial de la malla és artificial. 
 
 
3.2.5. Algoritme utilitzat 
 
L’algoritme de programació utilitzat realitza el càlcul de les variables de 
temperatura i estat per cada punt de la malla i per cada pas de temps D t.  
A continuació es mostra el diagrama de blocs pel càlcul dels valors de les 
variables de fase i temperatura en un punt de la malla. S’aplica per la simulació 
temporal del sistema cada D t (re calculant l’algoritme mostrat per a cada un 
dels punts del sistema). 
 
 
Eq. 3.3   Eq.2.8.  Eq.3.1          fase f     
 
 
    Eq. 2.9   Eq. 3.2         temp.  T 
 
 
Fig. 3.4  Diagrama de blocs de l’algoritme emprat per la simulació. 
 
 
Veiem que podem calcular els nous valors dels camps de fase i temperatura a 
partir del valor que prenien en l’instant de temps anterior. Es calculen 
mitjançant la resolució numèrica de les equacions detallades anteriorment. 
 
3.3. Migració al cas d’un policristall : orientació cristal·lina 
 
3.3.1. Introducció i descripció 
 
En la secció anterior hem vist com realitzar la simulació del procés de 
solidificació d’un monocristall i a continuació veurem com, a partir d’aquesta, 
podem obtenir la simulació pel cas d’un policristall. Per tant introduïm un nou 
camp al model: l’orientació cristal·lina, que caracteritza la direcció en què els 
diferents grans creixen durant la solidificació (respecte un sistema de 
coordenades fix). 
 
A partir de l’evolució i creixement d’un cristall, es confecciona un algoritme de 
nucleació en funció del temps i de la temperatura del sistema, per tal que 
solidifiquin gèrmens amb orientacions fixes diferents. Al mateix temps s’aplica 
el mètode de Monte Carlo per l’evolució de l’orientació cristal·lina en cadascun 
dels punts del sistema.  
Obtenim així la simulació pel cas d’un material policristal·lí, que es caracteritza 
per una nucleació de grans amb orientacions diferents, el creixement temporal 
dels mateixos i la posterior solidificació global del sistema amb l’aparició d’eixos 
cristal·logràfics. 
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Es conserven les condicions de contorn periòdiques establertes per la 
simulació d’un monocristall, descrites anteriorment (veure secció 3.2.4 ). 
 
 
3.3.2. Inicialització del sistema 
 
Tots els punts de la malla s’inicialitzen amb un valor enter i aleatori d’orientació, 
sempre menor als valors màxims que caracteritzen les orientacions fixes dels 
àtoms solidificats (i que constitueixen punts en estat sòlid pur). Hi haurà un punt 
de la malla que tindrà un valor d’orientació màxima fix, degut a que el sistema 
s’inicialitza amb un àtom en estat sòlid.  
Dit d’una altra manera, associem valors màxims i fixos d’orientació als punts de 
la malla totalment sòlids i valors aleatoris, amb els que treballarem, per la resta 
de punts de la malla (en estat líquid pur i corresponents a la interfase sòlid-
líquid). 
 
 
3.3.3. Algoritme per l’evolució de l’orientació 
 
Per a l’evolució temporal del camp d’orientació cristal·lina s’aplica l’algoritme de 
Metropolis (basat en el mètode de Monte Carlo), presentat i descrit a l’apartat 
2.3.3 d’aquest document. 
Cal afegir que el pas de temps de Monte Carlo utilitzat correspondrà al mateix 
pas de temps Dt emprat en la resolució numèrica de les equacions eq. 2.8 i 2.9 
(utilitzant un model phase-field per la seva resolució). D’aquesta manera 
obtenim una evolució paral·lela i simultània dels tres camps simulats: f, T i q. 
 
 
3.3.4. Nucleació de partícules externes 
 
Per a la formació de nuclis en un policristall, i com es descriu a la secció 
1.2.1.2, cal que existeixin condicions de sots-refredament. Aquestes condicions 
corresponen a valors de temperatura de -1.0.  
Es dissenya un algoritme capaç d’inserir nuclis dispersos aleatòriament en els 
punts del sistema en què el valor de la temperatura compleix les condicions 
esmentades anteriorment.  Quan un punt solidifica (f = T = 0.0), ho fa amb una 
orientació fixa, i s’assigna la que prenia el mateix punt en l’instant de temps 
anterior.  A continuació es detalla un esquema de l’algoritme emprat (Fig. 3.6). 
 
 
     
         N.A. *           SI             Nucleació 
 
   
punt (NA, NA)  T= - 1.0  ? 
 
           NO           Res 
*NA º  Número aleatori 
 
Fig. 3.5  Esquema de l’algoritme de nucleació de grans. 
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Per a cada cicle, un cop es calculen els nous valors d’estat i temperatura en 
tots els punts del sistema, s’executa aquest algoritme, que intenta afegir tantes 
nucleacions al sistema com es pre- determini. En cada intent  s’agafen un parell 
de nombres aleatoris NA1 i NA2. Si el punt de la malla amb coordenades (NA1, 
NA2) compleix condicions de sots-refredament (es troba en estat líquid pur), es 
fa sòlid i es fixa l’última orientació assignada al punt en qüestió.  Es crea, per 
tant, un germen de cristal·lització, que creixerà amb aquesta orientació fixa 
paral·lelament als altres grans del sistema. Al final del procés de solidificació 
apareixeran, doncs, els anomenats eixos cristal·lins (límits de gra amb 
orientacions diferents). 
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CAPÍTOL 4. PRESENTACIÓ I DISCUSSIÓ DE 
RESULTATS 
 
4.1. Simulació del procés de solidificació d’un monocristall  
 
4.1.1. Descripció 
 
Per obtenir una primera simulació de l’evolució del procés de solidificació d’un 
sol cristall, es representa gràficament el camp de fase o estat de cada un dels 
punts de la malla cada cert nombre de passos de temps Dt (anomenat cicle). A 
més, es guarden en fitxers de text els valors que prenen els camps f i T en 
cada cicle. 
 
 
4.1.1.1 Paràmetres de simulació 
 
La simulació ha estat realitzada amb els següents paràmetres, amb possibilitat 
d’ésser variats dins el programa principal: 
 
· Malla quadrada de 40x40 punts. 
· Inicialització del sistema amb una partícula sòlida, en un punt escollit 
com el central de la malla. 
· Representació gràfica d’una estructura mallada on cada punt pren un 
color diferent en funció del valor del camp de fase i/o estat representat 
en el punt.  
· Per cada cicle mostrat, l’interval per defecte fet servir ha estat 1000 
pasos de temps, de manera que quan veiem el cicle 1 per pantalla, el 
que estem veiem és l’estat de cadascun dels punts de la malla al cap de 
1000 pasos de temps  d’haver estat inicialitzat (cicle 0). 
 
 
4.1.2. Presentació gràfica de resultats  
 
La representació gràfica del sistema es presenta per pantalla com una finestra 
amb un petit menú per la simulació a la part superior. Aquest inclou opcions 
com la posta en marxa de la simulació, la possibilitat de detenir la mateixa i, 
fins i tot, de configurar i/o introduir un nou interval de temps (funció de la 
velocitat de visualització de la simulació). El menú es compon de les següents 
opcions: 
 
· Arxiu à Obrir simulació, Sortir 
· Iniciar simulació 
· Parar simulació 
· Introduir interval 
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A més del menú descrit, també apareix la representació de la malla del sistema 
simulat. Cada quadrat representa un punt i té un fons d’un color variable en 
funció del valor de fase que pren en el cicle mostrat. També es mostra, a la part 
esquerra, el número de cicle en què es troba l’evolució de la simulació. És a dir, 
acabem veient una matriu quadrada que, a mida que van passant els cicles, 
evoluciona de la mateixa manera com ho faria un monocristall durant el seu 
procés de solidificació (veure Fig. 4.1).  
 
 
 
 
Fig. 4.1 Representació gràfica de l’evolució de la simulació. 
 
 
4.1.2.1 Interpretació de dades 
 
Hem vist que la fase és un camp de valor comprès entre [0, 1], i per tant es 
caracteritza amb nombres reals compresos entre dit marge.  
A la següent imatge (Fig. 4.2) podem observar la relació entre valor i color 
utilitzat, juntament amb un exemple de correspondència dels diferents casos 
dins el sistema simulat. 
 
 
      
 
Fig. 4.2  Relació entre colors i valors per la variable de fase. 
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Com es pot veure, el valor 0.0 (color negre) correspon al sòlid pur, i el valor 1.0 
(color vermell) al líquid pur. El marge comprès entre els dos valors anteriors és 
el que anomenem interfase de separació entre les fases sòlida i líquida.  
 
 
4.1.3. Resultats de la simulació 
 
A continuació es mostra una seqüència d’imatges que fan referència a 
l’evolució de l’estat del gra, obturades als intervals 0 (nucleació, un sol punt de 
la malla és sòlid), 9, 20 i 50 respectivament (creixement i formació del cristall). 
Com podem veure a la Fig. 4.3 , durant el creixement del gra es pot diferenciar 
entre els punts de la malla ja solidificats, els punts que corresponen a la 
interfase sòlid-líquid i els punts que encara segueixen sent purament líquids. 
 
 
 
 
Fig. 4.3 Presentació de resultats de l’evolució del sistema durant la simulació. 
 
 
4.1.4. Conclusions 
 
No hi ha res més a dir sobre l’evolució del sistema, però cal fer èmfasi en el 
paràmetre que ens caracteritzarà les diferents simulacions que podem obtenir 
per aquest procés de solidificació d’un monocristall: la velocitat de creixement. 
És fàcil entendre com, per diferents valors dels paràmetres de pas de temps Dt 
i sots refredament D (intrínsecs de les equacions de simulació), obtenim 
diferents valors de velocitat de creixement del gra i, per tant, diferents 
simulacions d’aquest procés. 
 
Els valors d’ambdós paràmetres és, per defecte: Dt = 1·10-6 , i  D= 0.4. Rellegint 
i avaluant aquests paràmetres a les equacions de simulació (eq. 2.8-2.9), es 
pot veure com una disminució del valor d’aquests implica una disminució de la 
velocitat de creixement del sistema. Per contra, si augmentem l’interval de 
temps i el sots refredament, augmenta la velocitat de simulació. 
 
 
4.1.4.1 Exemple de síntesi 
 
A continuació s’analitza el cas concret de disminuir ambdues variables a la 
meitat del seu valor per defecte ( Dt’ = 5·10-7 i D’ = 0.2), esperant observar la 
disminució que implica en la rapidesa d’evolució del sistema. A continuació 
s’intenta demostrar el que s’acaba d’explicar, ja sigui deductivament a partir de 
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les fórmules, com gràficament a partir dels resultats obtinguts mitjançant la 
pròpia simulació.  
  
Analíticament a partir de les equacions fonamentals de simulació (eq. 2.8 i 2.9): 
 
· ¯¯¯Þ
D
=D T
t
t ,
2
' f  
· ¯¯¯¯¯¯Þ
¶
¶
¶
¶
ÞD=D
D
=DÞ
D
=D T
t
T
t
gg
f
f ,,)(·2)'(,
2
)(
)'(
2
' f
f
 
 
 
I gràficament, tal i com reflecteixen les següents imatges obtingudes de la 
simulació (Fig. 4.4), pels diferents valors dels paràmetres de pas de temps i 
sots refredament: 
 
 
 
 
Fig. 4.4 Efecte de la variació dels paràmetres D i Dt.  
 
4.2. Simulació del procés de solidificació d’un policristall  
 
4.2.1. Descripció 
 
Hem vist al capítol anterior que pel cas d’un material policristal·lí es fa 
necessària la introducció del camp orientació q. En aquest apartat es presenten 
els resultats obtinguts amb la simulació realitzada. 
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4.2.1.1. Paràmetres de simulació 
 
La simulació ha estat realitzada amb els següents paràmetres: 
 
· Estructura mallada quadrada de 40x40 punts. 
· Inicialització del sistema amb dues partícules sòlides, en punts 
escollits a l’atzar. 
· Possibilitat de creació de fins a 30 nucleacions màximes, al llarg de la 
simulació, en punts aleatoris. 
· Representació gràfica d’una xarxa mallada on cada punt pren un 
color diferent en funció del valor de la variable representada en dit 
punt.  
· Per a cada cicle mostrat, l’interval per defecte fet servir ha estat 1000 
pasos de temps, de tal manera que quan ens mostra el cicle 1 per 
pantalla, el que veiem és l’estat de cadascun dels punts de la malla al 
cap de 1000 pasos de temps  d’haver estat inicialitzat (cicle 0). 
· Representació de l’evolució de les variables d’estat i orientació. 
 
 
4.2.2. Presentació gràfica de resultats 
 
La representació gràfica del sistema es fa de manera anàloga al cas de la 
simulació pel procés de solidificació d’un monocristall. En aquest cas, però, es 
representarà, a més de l’evolució del camp d’estat, l’evolució del camp 
d’orientació cristal·lina. 
 
 
4.2.2.1. Interpretació de dades 
 
L’orientació cristal·lina és un camp que es representa en la simulació mitjançant 
nombres enters compresos entre [0, 10]. Aquests nombres corresponen als 
diferents valors d’angle que pot prendre dit paràmetre: p/4, p/2, p, etc. 
Recordant el model fet servir per l’evolució d’aquest camp q, basat en el 
mètode de Monte Carlo i descrit a l’apartat 2.3 d’aquest document, veiem que 
els punts del sistema que van solidificant fixen el seu valor d’orientació. Això és 
essencial per tal que l’algoritme aplicat no continuï calculant l’evolució del camp 
en aquests punts. Per la visualització de la seva evolució  s’empra un codi de 
colors on cada un correspon a un valor enter d’orientació diferent. 
 
Pel que fa a l’evolució del camp d’estat f es segueix mantenint el codi de colors 
utilitzat per la simulació d’un monocristall. 
 
 
4.2.3. Resultats de la simulació 
 
Com es pot apreciar a la imatge adjunta  a continuació (Fig. 4.5), es mostra 
l’estat dels camps d’estat i orientació en els cicles 75, 150 i 225. 
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Fig. 4.5 Resultats obtinguts amb la simulació pel cas d’un policristall. 
 
 
Com es pot observar, tots els punts del sistema reben valors aleatoris pel camp 
d’orientació cristal·lina, excepte els punts que es van convertint en estat sòlid 
pur. Aquests fixen el valor d’orientació que prenien en el moment de la seva 
solidificació. A més, podem veure com els grans (ja solidificats) creixen amb 
aquesta orientació fixa i apareixen els esmentats eixos cristal·lins quan xoquen 
grans amb diferents orientacions. 
  
 
4.2.4. Conclusions 
 
Hem vist que durant la simulació s’aplica un algoritme per l’evolució del camp 
d’orientació. Aquest intenta donar valors aleatoris d’orientació en els punts del 
sistema en estat líquid i corresponents a la interfase sòlid-líquid. S’aplica en 
cada interval de temps i com podem apreciar en la següent imatge (Fig. 4.6) 
arriba un moment en què s’estabilitza el sistema; és a dir, arriba un punt en que 
es fixa l’orientació dels punts encara no solidificats. Això és degut a una 
estabilització energètica del sistema, que impedeix que l’algoritme utilitzat pugui 
continuar assignant valors aleatoris de q a aquests punts del sistema. 
 
Tal i com s’ha fet pel cas d’un monocristall, s’obtenen diferents simulacions 
amb diferents velocitats d’evolució en funció dels valors que prenen les 
variables de sots refredament i increment de temps. En aquest cas s’utilitza la 
variable fracció transformada per estudiar la influència dels paràmetres 
esmentats. La fracció transformada (F.T.) mostra la fracció del sistema en estat 
sòlid pur. Així doncs, es representa l’evolució temporal de dit paràmetre pels 
diferents casos simulats. 
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Fig. 4.6 Estabilització energètica del sistema. 
 
 
La gràfica adjunta a continuació (Fig. 4.7) mostra la corba que traça la variable 
de fracció transformada respecte el temps. Un cicle correspon a 1000 passos 
de temps, i cada pas de temps pren el valor 1·10-6. El valor màxim de fracció 
transformada (1.0) correspon a la solidificació total del sistema.  
Les diferents corbes corresponen a valors diferents de la variable de sots 
refredament D. Com podem veure, incrementant el valor de dit paràmetre 
s’incrementa la velocitat d’evolució de la simulació, tal i com ja s’ha deduït en 
l’apartat 4.1.4. 
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Fig. 4.6 Evolució temporal de la F.T. per diferents valors de sots refredament. 
 
 
Anàlogament a la gràfica anterior, a continuació es presenta l’evolució temporal 
de la fracció transformada per diferents valors de la variable d’increment de 
temps Dt (Fig. 4.8). El valor de sots refredament utilitzat és constant i amb valor 
0.6. 
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Fig. 4.7 Evolució temporal de la F.T. per diferents valors d’increment de temps. 
 
 
La corba traçada en color blau equival a un valor de Dt = 1·10-6 , mentre que la 
corba de color lila equival a un valor de Dt = 5·10-7 . Com calia esperar, per a 
valors més alts de l’increment de temps també s’obté un increment en la 
velocitat d’evolució del sistema.  
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 CAPÍTOL 5. PROGRAMA PER LA SIMULACIÓ 
 
5.1. Software utilitzat  
 
5.1.1. Introducció 
 
Per la realització de la simulació del procés de solidificació d’un policristall s’ha 
fet ús de dos programes amb llenguatges de programació diferents; un per al 
càlcul del valor dels camps d’estat, temperatura i orientació cristal·lina cada pas 
de temps, i un altre per la representació gràfica de l’estat del sistema cada cert 
període d’intervals de temps Dt. Aquests dos programes són: 
 
· Microsoft Visual C++ 6.0 
· Microsoft Visual Basic  
 
  
5.1.2. Microsoft Visual C++ 
 
L’algoritme de programació, i en si la confecció del programa fet servir per la 
simulació, es basen en un llenguatge C, i fan ús d’un model de programació 
basat en l’orientació a objectes, característic i molt utilitzat per a programacions 
d’aquest tipus.  
 
El software utilitzat per la simulació és el programa Microsoft Visual C++ versió 
6.0. Amb aquest, s’implementa el codi necessari per la resolució numèrica dels 
valors dels camps del procés de solidificació simulat. Dit d’una altre manera, es 
resolen les equacions que mostren els valors dels camps d’estat, temperatura i 
orientació. Es fa per a cadascun dels punts del sistema i per a cada interval de 
temps.  
A més, es crea una aplicació MFC (Annex 5) ja que permet obtenir una 
visualització de l’evolució de les variables del sistema durant la simulació. 
Mitjançant aquesta aplicació, però, només podem visualitzar l’evolució d’una 
estructura mallada (de NxN punts), i per tant només podem representar els 
valors d’un camp (f, T o q ) durant l’execució de la simulació. 
 
Aquest capítol descriu les variables i funcions utilitzades per la confecció del 
programa realitzat amb C++. 
 
5.2. Programa principal 
 
5.2.1. Declaració de variables 
 
La declaració de les variables globals de simulació, utilitzades per les diferents 
funcions que constitueixen el programa principal, es troben en un fitxer .h que 
s’adjunta a l’Annex 5.1.1. A continuació es realitza una breu descripció de les 
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variables utilitzades, diferenciant entre les que prenen valors variables i 
dependents de l’estat de la simulació i les que prenen un valor inicial pre- definit 
per l’usuari i fix durant l’execució de la mateixa. Es farà referència a aquestes 
com a variables intrínseques i extrínseques de simulació, respectivament. 
 
 
5.2.1.1. Variables intrínseques de simulació 
 
Degut al model d’orientació a objectes seguit per la programació de la 
simulació, es defineix una classe anomenada CEquacions. Aquesta inclou els 
camps d’estat, temperatura, orientació,  orientació fixa i la variable cicle. Com 
es pot veure, es defineix una classe que correspondrà al sistema a simular, 
caracteritzada pels mateixos camps que descriuen el procés de solidificació 
d’un material policristal·lí: l’estat f, la temperatura T i l’orientació q. A 
continuació es mostra un esquema de la classe construïda, juntament amb els 
tipus de variables que inclou la mateixa. 
 
 
        Estat   Matriu NxN de nombres reals 
        Temperatura 
CEquacions      Orientació  Matriu NxN de nombres enters   
        Orientació fixe 
        Cicle    Nombre enter 
 
Fig. 5.1 Esquema de la classe utilitzada per la simulació. 
 
 
Com es pot veure, per a les variables d’estat i temperatura s’utilitzen valors de 
nombres reals, mentre que per a l’orientació cristal·lina es faran servir valors 
enters, que correspondran als diferents valors reals que pot prendre el 
paràmetre: p/4, p/2, p, etc. La variable cicle, caracteritzada per un nombre 
enter, servirà per mostrar l’estat de la simulació i dependrà, per tant, dels 
passos de temps transcorreguts durant la mateixa. 
 
 
5.2.1.2. Variables extrínseques de simulació 
 
A continuació es mostren les variables que mantenen un valor fix durant tota la 
simulació, i que caracteritzen en sí el procés de cristal·lització simulat, obtenint 
diferents resultats per a diferents valors de les mateixes. Aquestes són: 
 
· M. Aquesta variable defineix les dimensions de les matrius utilitzades. 
 
· Sots_refredament. El valor d’aquesta variable caracteritzarà la 
velocitat de creixement del sistema simulat. 
 
· Partícules. Serveix per a fixar el nombre de partícules externes amb 
les que s’inicialitza el sistema. 
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· Nucleacions. El nombre fixat per a aquestes caracteritzarà el 
número màxim de partícules externes que podran nuclear durant la 
simulació. 
 
· Numero_orientacions. És el nombre de les diferents orientacions 
possibles que podran prendre els punts del sistema. 
 
· Interval. És un nombre enter que serveix per controlar els passos de 
temps necessaris abans de guardar els camps en fitxers o 
representar-los gràficament. 
 
 
5.2.2. Funcions del programa  
 
Les diferents funcions utilitzades, declarades i fetes servir per la simulació, les 
podem classificar en quatre grans grups, segons la seva finalitat:  
 
· inicialització del sistema,  
· resolució de les equacions de simulació pels camps d’estat, 
temperatura i orientació, 
· actualització del sistema per un nou pas de temps, i  
· gestió del codi de colors emprat per als diferents valors dels camps 
d’estat i orientació cristal·lina (representats gràficament per pantalla).  
 
 
5.2.2.1. Inicialització del sistema 
 
Les funcions per la inicialització del sistema són les que es mostren a 
continuació. També s’adjunta una breu descripció del que fa cada una. A 
l’Annex 3.1 podem veure més detalladament el codi de programació 
d’aquestes. 
 
· Condicions_contorn. Donada una matriu de nombres (enters i/o 
reals) estableix les condicions de contorn. Dóna el mateix valor als 
punts de contorn que el valor que prenen els punts de la matriu que 
tenen immediatament en contacte seu. 
 
· Inicialitza_sistema. Aquesta funció inicialitza les matrius d’estat i 
temperatura del sistema, donant valors inicials d’ambdues a tots els 
punts del sistema. Donem a tots els punts de la malla els valors de 
les variables d’estat i temperatura corresponents a l’estat líquid. 
 
· Inicialitza_matriu_orientacio. S’inicialitzen tots els punts de la 
matriu d’orientació amb valors aleatoris enters per sota el valor límit 
que marca la variable extrínseca denominada Numero_orientacions,  
que caracteritzaria una partícula en estat sòlid. 
 
· Insertar_particules_externes. La funció insereix, en punts escollits 
a l’atzar dins el sistema (inicialitzat com a líquid pur), el nombre de 
gèrmens o partícules externes definit en la variable extrínseca 
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anomenada Partícules. Els punts escollits es converteixen en estat 
sòlid, fixant els valors de les variables d’estat i temperatura 
corresponents i fixant el seu valor d’orientació com el màxim que 
caracteritza una partícula sòlida, definit pel valor de la variable 
Numero_orientacions.  
 
 
5.2.2.2. Resolució de les equacions de simulació 
 
Les següents funcions s’utilitzen per la resolució de les equacions que fixen els 
valors dels camps d’estat i temperatura als diferents punts del sistema. Per a 
veure l’algoritme que les implementa, es pot consultar l’Annex 3.2 
 
· Gradient_quadrat. Donada una matriu i un punt, calcula el valor del 
gradient al quadrat del punt a partir de la matriu facilitada. 
 
· Increment_estat. Calcula la variació de la variable d’estat dins un 
punt donat, a partir de les matrius d’estat i temperatura i de la funció 
de càlcul del gradient al quadrat anterior.  
 
· Increment_temperatura. Anàloga a l’anterior funció, aquesta realitza 
el càlcul de la variació de temperatura. 
 
· Calcul_valor_estat. Aquesta funció ens dóna el valor de la variable 
d’estat dins d’un punt del sistema per a un nou pas de temps, a partir 
de les matrius d’estat i temperatura en el pas de temps anterior i de 
les funcions de càlcul d’increment de la variable en qüestió 
(increment_estat). 
 
· Calcul_valor_temp. Anàloga a l’anterior funció, aquesta realitza el 
càlcul del nou valor de la variable de temperatura en un punt donat.  
 
 
5.2.2.3. Càlcul de nou pas de temps 
 
Per a l’actualització dels paràmetres del sistema, passat un interval de temps 
Dt, s’utilitzen les següents funcions, el codi de les quals es pot veure a l’Annex 
3.3. 
 
· Copia_matriu. És una funció auxiliar que copia una matriu de 
nombres (enters i/o reals) en una altre. 
 
· Insertar_nucleacions. Aquesta funció realitza l’algoritme de 
nucleació de grans dins el sistema simulat. A la secció 3.3.4 s’ha 
descrit detalladament en què consisteix l’algoritme.  
 
· Calcul_nou_instant. En ella es calculen els nous valors dels 
paràmetres de simulació, passat un nou interval de temps Dt. 
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· Calcul_energia. Necessari pel càlcul de l’algoritme d’evolució de 
l’orientació cristal·lina, en aquesta funció s’obté el càlcul de l’energia 
per a un punt donat dins la matriu d’orientació. 
 
· Evolucio_orientacio. S’aplica l’algoritme d’evolució del paràmetre 
d’orientació cristal·lina. A la secció 3.3.3 s’hi ha realitzat una 
descripció d’aquest. 
 
 
5.2.2.4. Gestió del color 
 
Finalment, només queden per presentar les funcions emprades per a la 
visualització de l’evolució de la simulació mitjançant la traducció, a un codi de 
colors, dels valors numèrics de les dues variables més representatives: l’estat i 
l’orientació cristal·lina. Més detallades en l’Annex 3.4 , aquestes son les que es 
presenten a continuació: 
 
· Actualitza_orientacio_fixe. És una funció auxiliar que copia en la 
matriu Orientació_fixe només els valors d’orientació dels punts en 
estat sòlid. Ens amaga, per tant, tots els valors aleatoris d’orientació 
que prenen la resta de punts (interfase sòlid-líquid i líquids), per tal 
d’obtenir una millor visualització, amb només les orientacions fixes 
dels punts que van solidificant. 
 
· Dona_color_orientacio. Aquesta funció tradueix a un codi de colors 
els diferents valors que pren la variable d’orientació dins el sistema. 
 
· Dona_color_estat. Anàloga a l’anterior funció, aquesta ho fa pels 
diferents valors de la variable d’estat. 
 
 
5.2.3. Funcions principals de la simulació 
 
Es pot arribar a considerar que totes les funcions presentades anteriorment  no 
son més que funcions auxiliars per la simulació. Això és degut a que la 
simulació només presenta dues funcions principals, que es cridaran durant 
l’execució de la mateixa i que faran servir totes les anteriors funcions: la 
inicialització del sistema i l’algoritme principal d’evolució de la simulació. 
 
 
5.2.3.1. Inicialització del sistema 
 
La funció principal per la inicialització de la simulació crida les funcions 
descrites anteriorment (apartat  5.2.2.1). Tots els punts de la malla s’inicialitzen 
amb els respectius valors pels camps d’estat, temperatura i orientació 
cristal·lina. També inicialitzem la variable cicle amb el valor zero. 
A continuació podem veure un esquema de l’algoritme utilitzat en el programa 
Visual C++ (Fig 5.2). 
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    void CEcuaciones::inici_sistema(void) 
   { 
    cicle=0; 
 
    inicializa_sistema(); 
    inicialitzar_matriu_orientacio(); 
    insertar_particules(); 
   } 
 
Fig. 5.2 Codi d’inicialització del sistema en llenguatge C++. 
 
 
5.2.3.2. Algoritme principal 
 
Un cop inicialitzat el sistema, l’algoritme principal de simulació calcula el valor 
dels camps f, T i q en tots els punts del sistema i en cada instant de temps Dt. 
Com podem veure a l’algoritme presentat en la Fig. 5.2, es re calculen aquests 
camps fins un nombre determinat de passos de temps, fixat pel valor de la 
variable extrínseca de simulació interval (apartat 5.2.1.2). Es fa així per tal que, 
un cop re calculats els valors dels camps durant l’interval (x passos de temps), 
es puguin guardar els seus valors en fitxers de text, o representar-los 
gràficament per pantalla. Després es tornaria a cridar dita funció i la simulació 
continuaria fins a un altre interval de passos de temps. I així successivament 
fins a parar l’execució de l’aplicació. 
 
 
  void CEcuaciones::simulacio(void) 
  { 
   int aux=nucleacions,i; 
   cicle++; 
  
   for(i=0;i<interval;i++) 
   { 
    calculo_nuevo_instante(); 
    evolucio_orientacio(); 
    actualitza_orientacio_fixe(); 
 
    while(aux!=0) 
    { 
     insertar_particules_externes(); 
     aux--; 
    } 
   } 
  } 
 
Fig. 5.3 Algoritme principal de simulació en llenguatge C++.
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CAPÍTOL 6. PROGRAMA PER LA VISUALITZACIÓ 
 
6.1. Software utilitzat  
 
6.1.1. Microsoft Visual Basic 
 
El programa escollit per la visualització gràfica de l’evolució dels camps de 
simulació, i en general per la representació per pantalla de l’estat del sistema 
mitjançant un codi de colors associats als diferents valors de les variables a 
representar, és el Microsoft Visual Basic versió 6.0 . Ens mostra una estructura 
mallada que caracteritza el sistema simulat, basat en un model de camp de 
fase, on cada punt (simulant un àtom i/o partícula) queda representat per una 
figura geomètrica del tipus quadrat, amb un color de fons associat a un valor 
numèric determinat. 
 
 
6.1.2. Pas de paràmetres 
 
Per la representació, es fa un enllaç entre el programa principal de simulació, el 
Microsoft Visual C++, i el Microsoft Visual Basic, necessari per la visualització. 
Es passa el valor de les variables d’un programa a l’altre cada cert període de 
passos de temps (anomenat interval), en funció de la velocitat de canvi del 
sistema.  Es realitza la transferència, per tant, d’un conjunt de matrius de 
nombres reals amb els valors dels camps f, T, i q per a cadascun dels punts 
del sistema. Aquestes matrius s’emmagatzemen en aquest nou programa (el 
Visual Basic) i s’utilitzen per a representar l’estat del sistema, ja sigui gràfica o 
numèricament. A més, el pas de paràmetres es realitza en temps real; és a dir, 
de manera continua, paral·lela i simultània a la resolució de l’algoritme 
mitjançant el programa de simulació principal (amb Visual C++). A continuació 
es mostra un esquema que sintetitza aquest procés de representació.  
 
 
 
                       càlcul                                                        representació 
 
                  Fase      
   
   Microsoft            Temperatura          Visual  
  Visual C++    cada Dt     cada x*·Dt       Basic 
              Orientació  
          cristal·lina   
x* º interval, nombre enter 
 
Fig. 6.1  Representació grafico-numèrica de l’evolució del sistema simulat.  
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6.1.3. Implementació Visual C++ 
 
Per tal d’utilitzar l’algoritme de programació creat en Visual C++, el que es fa es 
crear una aplicació del tipus llibreria dinàmica d’enllaç o Win32 Dynamic-Link 
Library. Aquesta permet que el programa Visual Basic pugui fer ús de funcions 
del programa creat amb C++.  
A l’aplicació s’inclouen a l’aplicació els fitxers Equacions.h (Annex 5.1.1) i 
Equacions.cpp (Annex 5.3.1). El fitxer Equacions.cpp inclou totes les funcions 
del programa de simulació presentades a l’anterior capítol. Un cop realitzat 
això, es decideix quines funcions volem que quedin disponibles per la crida i 
posterior execució en Visual Basic, i s’implementa el codi necessari. 
 
Les funcions definides per poder-se executar posteriorment en Visual Basic es 
poden classificar en dos tipus: funcions principals de simulació (apartat 5.2.3), i 
funcions de transferència dels valors de les variables intrínseques (5.2.1.1) i 
extrínseques (5.2.1.2 ) de simulació. 
 
6.2. Programa Visual Basic  
 
6.2.1. Mòdul d’enllaç entre aplicacions 
 
L’aplicació creada en Visual Basic conté dos formularis i un mòdul. El mòdul 
conté l’algoritme necessari per tal que el Visual Basic pugui accedir i fer ús de 
les funcions descrites al paràgraf anterior. A l’Annex 4.1.1 podem observar el 
codi implementat per aquesta funció. 
 
 
6.2.2. Formularis  
 
En aquest apartat es descriuen els formularis creats, en Visual Basic, per al 
seguiment i visualització de la simulació. A l’Annex 4.2 i 4.3 s’hi troba el codi de 
programació implementat per cada formulari. 
 
Com es pot observar a la imatge adjunta a continuació (Fig. 6.2), el primer 
formulari es pot dividir en tres parts ben diferenciades: un menú de simulació, 
una visualització dels valors dels paràmetres de simulació i una visualització de 
l’evolució del sistema (camps f i q). 
 
 
6.2.2.1. Menú de simulació 
 
Aquest apartat conté totes les opcions disponibles pel control de la simulació. 
Es compon de fins a cinc botons d’acció amb funcions diferents: iniciar, parar i 
seguir la simulació, sortir del programa i veure el pas de paràmetres. Aquesta 
última opció obre un segon formulari amb els valors numèrics que prenen els 
camps d’estat i orientació en cadascun dels punts del sistema (estructura 
mallada de NxN punts).  
A la imatge de la plana següent Fig. 6.3 podem veure l’aspecte del formulari 
que s’obre al clicar aquest botó per la visualització del pas de paràmetres. 
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Fig. 6.2 Formulari principal pel seguiment i control de la simulació. 
 
 
 
Fig. 6.3 Aspecte del formulari que mostra els valors numèrics dels camps f i q. 
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6.2.2.2. Paràmetres de simulació 
 
Dins l’aplicació Visual Basic creada també es mostren els paràmetres 
característics de la simulació. Es mostren tots els valors pre- definits de les 
variables extrínseques utilitzades (dimensions de la matriu, partícules inicials, 
orientacions, sots refredament, rati de nucleació i interval). També es mostren 
els valors que van adquirint les variables intrínseques de simulació (cicle, 
nucleacions i fracció transformada) a mesura que aquesta s’executa.  
 
 
6.2.2.3. Visualització de l’evolució del sistema 
 
Es mostra, en dues estructures mallades de NxN punts, el valor dels camps 
d’estat i orientació cristal·lina mitjançant un codi de colors. A mesura que 
s’executa l’aplicació, es pot veure com diferents punts de la matriu van canviant 
de color; és a dir, van solidificant. Així obtenim una visualització compacta 
sobre l’evolució dels camps F  i q durant el procés de solidificació d’un material 
policristal·lí. A continuació s’adjunta una imatge (Fig. 6.4) capturada en el 40è 
cicle d’una simulació amb els mateixos paràmetres que la presentada a 
l’apartat 4.2.1. 
 
 
 
Fig. 6.4 Estat del programa de visualització en el 40è  cicle de simulació.
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CONCLUSIONS 
 
Els estudis experimentals són útils per obtenir les diferents morfologies que 
apareixen durant els processos interfacials. Aquests processos donen lloc a la  
formació d’estructures ramificades com els coneguts flocs de neu.  
Els models existents, però, no preveuen els paràmetres morfològics amb la 
suficient exactitud com per aplicar càlculs industrials al procés. És per això que 
la combinació amb els estudis numèrics pren especial importància en 
l’actualitat.  
 
Existeixen diferents models per la simulació del procés de solidificació de 
materials policristal·lins. La majoria d’aquests utilitzen el model de camp de 
fase presentat en aquest document. A partir del funcional d’energia lliure 
s’obtenen les equacions que mostren les variacions dels camps necessaris per 
la simulació, que pel cas d’un policristall són l’estat, la temperatura i l’orientació 
cristal·lina. Mitjançant la discretització d’aquestes equacions es pot realitzar de 
forma fàcil la seva resolució numèrica, necessària per obtenir l’evolució 
temporal dels camps esmentats. 
També hem vist, però, que existeixen altres models de solidificació com el 
mètode de Monte Carlo,  útil per implementar simulacions estadístiques que 
utilitzin seqüències de nombres aleatoris. 
 
El model realitzat per la simulació d’aquest treball de fi de carrera combina els 
dos models esmentats: s’utilitza un model de camp de fase per a l’evolució dels 
camps d’estat i temperatura, mentre que s’aplica l’Algoritme de Metropolis 
(basat en el mètode de Monte Carlo) per a l’evolució del camp d’orientació.  
D’aquesta manera obtenim l’evolució temporal del sistema, que anàlogament 
als processos de solidificació presenta tres fases i/o etapes ben diferenciades: 
la nucleació de gèrmens de cristal·lització, el creixement de cristalls i el xoc 
entre aquests, que dóna lloc als anomenats eixos cristal·logràfics. 
 
Mitjançant la simulació hem pogut comprovar com afecten alguns paràmetres a 
la velocitat d’evolució del sistema. Incrementant els valors de variables com el 
sots refredament o l’interval de temps, intrínseques de les equacions de 
simulació derivades del funcional d’energia lliure, s’observa un increment en la 
velocitat de simulació. La fracció transformada és un paràmetre introduït al 
model per l’estudi de dita velocitat, realitzat a partir de la corba que traça la 
seva evolució temporal. 
També s’ha pogut observar com l’algoritme de Metropolis utilitzat realitza un 
control energètic sobre el sistema i estabilitza l’evolució del camp d’orientació 
durant el procés de simulació.  
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ANNEX 1. MATERIALS POLICRISTAL·LINS: 
APLICACIONS AERONÀUTIQUES 
 
1.1. Introducció 
 
La tecnologia dels materials crea i explota imperfeccions en la estructura 
cristal·lina dels metalls. Mitjançant tècniques basades en el coneixement 
profund de la microestructura i la micromecànica, s’obtenen aleacions 
d’extraordinària resistència mecànica a la temperatura i corrosió . 
 
 
1.1.1 Aleacions i superaleacions 
 
Mitjançant les aleacions de metalls, o agregacions d’àtoms d’un metall dins un 
altre, es canvia la disposició dels plans atòmics. També s’incrementa, sovint, la 
resistència mecànica del conjunt. Així s’obtenen materials capaços de suportar 
altes pressions i temperatures de l’ordre dels milers de graus centígrads, 
condicions existents en les cambres de combustió de les turbines de les 
aeronaus actuals. Actualment s’utilitzen, per a aquestes aplicacions, materials 
basats en el níquel, també anomenats superaleacions. 
En l’aeronàutica, però, el pes de cada component estructural té una 
importància igual o superior a la resistència mecànica elevada i la consistència 
a elevades temperatures. Tal és el cas de les aspes i els discs de les turbines 
situats a la zona d’entrada del compressor, on la temperatura i la pressió són 
moderades. És per això que les aleacions de titani s’han revelat com les més 
idònies per a aquesta aplicació. 
 
A les aleacions convencionals tots els plans d’àtoms estan col·locats segons 
una seqüència determinada, és a dir, tots els àtoms estan distribuïts segons 
una estructura cristal·lina particular. Normalment una mostra consta de molts 
grans o cristalls individuals units entre sí. Les estructures cristal·lines de 
diferents grans no estan mútuament alineades, però si que ho estan els àtoms 
dels diferents cristalls, que segueixen una mateixa pauta.  
 
1.2. Aleacions de níquel 
 
1.2.1. Fases de l’aleació 
 
Així doncs, els àtoms d’una superaleació estan distribuïts en dos o més tipus 
de disposició, anomenats fases. En les superaleacions basades en níquel, les 
fases es denominen gamma i gamma prima. 
 
Els cristalls, diminuts i normalment cúbics de la fase gamma prima s’incrusten 
en una matriu formada per la fase gamma. La principal diferència entre 
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ambdues fases és que els àtoms en la gamma prima resulten estar més 
ordenats que els de la fase gamma. 
 
 
    fase gamma 
 
 Superaleació        cristalls  
    de níquel  
 
    fase gamma prima      àtoms més ordenats 
 
Fig. 1.1 Fases d’una superaleació de níquel. 
 
 
Si bé resulta cert que els plans atòmics segueixen la mateixa disposició a 
ambdues fases, també és cert que els àtoms de níquel ocupen llocs específics 
en cada pla de la fase gamma prima, i que altres llocs específics són ocupats 
per un altre metall (generalment alumini). En la fase gamma, en canvi, cada 
tipus d’àtom pot ocupar qualsevol lloc.  
 
 
Àtom   Àtom de Níquel   Àtom de Níquel o Alumini 
d’Alumini 
    
 
           fase gamma prima                  fase gamma 
 
Fig. 1.2  Representació de les fases d’una aleació de níquel. 
 
 
1.2.2. Característiques i propietats 
 
El níquel evita el creixement del gra en tractaments tèrmics, fet que serveix per 
aconseguir una alta tenacitat. A més, les aleacions de níquel presenten límits 
d’elasticitat lleugerament més elevats respecte a d’altres aleacions, així com 
majors allargaments i resistències. També presenten, per a la mateixa duresa, 
més resistencia a la fatiga. 
 
1.3. Aleacions de titani 
 
1.3.1. Fases de l’aleació 
 
Les aleacions de titani, al igual que les superaleacions de níquel, consten de 
dues fases: la fase alfa i la fase beta. En el procés de refredament, solidifiquen 
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en primer lloc cristalls de fase beta, i a temperatures més baixes cristal·litza la 
fase alfa dins la matriu de fase beta. Segons el tractament tèrmic al que 
sotmetem l’aleació, la fase alfa tindrà una morfologia diferent. Els cristalls 
adquiriran una forma lenticular o bé una forma més esfèrica.   
 
 
1.3.2. Característiques i propietats 
 
La morfologia lenticular és més resistent a la termofluència que la esfèrica, però 
resisteix pitjor la fatiga de baixa freqüència. S’han desenvolupat tractaments 
capaços de generar, en la mateixa mostra d’una aleació, cristalls de fase alfa 
d’ambdues formes, ja que la resistència a la termofluència i a la fatiga de baixa 
freqüència són propietats a tenir en comte al projectar components rotatoris 
com poden ser les aspes d’una turbina o compressor. 
 
Les aleacions de titani presenten molta menor densitat que les de níquel i, per 
tant, una major relació resistència a pes per a temperatures inferiors a la meitat 
del miler de graus centígrads. Tot i això, les temperatures de treball que 
aguanten son baixes degut a que perden la seva resistència mecànica quan la 
temperatura assoleix la meitat del valor del seu punt de fusió.  
 
1.4. Tècniques de solidificació 
 
1.4.1. Introducció 
 
Tan importants com les pròpies aleacions ho són les tècniques de processat de 
metalls. Aquestes permeten que la metal·lúrgia tregui el màxim profit dels nous 
coneixements micro-estructurals. Tal és el cas de la compactació isostàtica en 
calent, la solidificació direccional, la solidificació ràpida o l’enduriment 
d’aleacions mitjançant dispersió d’oxigen, entre d’altres. 
Amb aquestes tècniques es fabriquen les aleacions tradicionals de maneres 
fins ara desconegudes, a més de facilitar-se la creació de nous metalls. 
 
 
1.4.2. Solidificació ràpida 
 
Una de les tècniques de fabricació que ha despertat gran interès en els últims 
anys és la solidificació ràpida, gràcies a la qual els metalls fosos es refreden a 
velocitats de fins a un milió de graus per segon. S’obtenen aleacions bastant 
homogènies degut a que els cristalls no disposen de temps suficient per a la 
nucleació i creixement. A continuació podem observar l’aspecte d’un equip de 
solidificació direccional (Fig 1.3 ). 
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Fig. 1.3 Equip de solidificació ràpida. 
 
 
Existeixen diferents procediments per a refredar ràpidament les aleacions. El 
més senzill consisteix en abocar el metall líquid i projectar les gotes contra una 
superfície freda. Actualment també s’empren tècniques que utilitzen làsers amb 
una elevada densitat de potència, aconseguint velocitats de refredament de 
l’ordre de la desena de milions de graus per segon. 
 
 
1.4.3. Solidificació direccional 
 
La solidificació direccional és una de les tècniques més importants de 
processat en l’aeronàutica. El concepte es va iniciar amb els treballs realitzats 
el 1960 per la companyia General Electric. Amb ells aconseguien orientar la 
mostra en la direcció de la força aplicada. 
Per tal d’aconseguir dita orientació de la mostra, s’utilitza el mètode descrit a 
continuació: la major part del motlle ceràmic (on s’abocarà el metall) es pre- 
escalfa a temperatures pròximes al punt de fusió del metall, i la secció inferior 
del motlle s’arrodoneix amb una placa de coure refredada amb aigua (és el que 
s’anomena “plat fred”). El motlle es manté en una zona calent recoberta per 
una campana aïllant tèrmica. El metall líquid es filtra  en el motlle i comença a 
solidificar en el plat fred. En aquest pla refrigerant normalment nucleen i creixen 
múltiples cristalls. Aleshores, el motlle es fa descendir lentament des de la 
campana aïllant, extraient-lo de la zona calenta. Així, els cristalls formats al 
fons del motlle creixen en llargues columnes. El resultat final és una aspa 
constituïda per varis cristalls, llargs i columnars, amb semblant orientació i units 
entre si a través de plans verticals. Tots els límits de gra s’orienten 
aproximadament en la direcció amb que les aspes seran sol·licitades per la 
força centrífuga. 
 
A la figura següent (Fig. 1.4) podem  observar la diferencia entre el mètode 
convencional (a l’esquerra), on s’aboca el material de cop i simplement es 
deixa refredar, i el mètode de solidificació direccional (els dos de la dreta). En 
aquest últim mètode, la campana refractaria va pujant poc a poc, provocant la 
formació de cristalls columnars. 
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Fig. 1.4  Comparació entre els processos de solidificació convencional i 
direccional. 
 
 
En l’exemple de la dreta podem veure com s’aconsegueix la formació d’una 
aspa monocristal·lina, sense límits de gra. Això es fa fent passar el cristall, que 
va creixent de forma columnar, per un tub estret on només hi cap un sol cristall. 
Quan aquest arriba al final del tub, es va fent ample i segueix creixent. 
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ANNEX 2. EXEMPLE DE DISCRETITZACIÓ: EQ. 2.11 
DEL MODEL PHASE-FIELD WARREN [26] 
 
L’equació “més” fonamental per una simulació seguint el model Warren [26] pel 
procés de solidificació d’un policristall, és la que mostra la variació del camp de 
fase (derivada del funcional d’energia lliure): 
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Definim ara una nova constant per simplificar termes: 22
30
a
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Considerant ara: 
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L’equació finalment resulta: 
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Substituint les equacions eq.a) i eq.b) en l’equació principal a discretitzar i fent 
l’aproximació de 1),( ºÑqfQ obtenim, finalment: 
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A continuació cal des-dimensionalitzar l’equació anterior. És a dir, es 
converteixen tots els seus paràmetres en adimensionals mitjançant la 
introducció de les variables l0 i t0, que representen les escales de longitud i 
temps, respectivament. Així, els nous paràmetres adimensionals resultaran: 
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Com veiem els paràmetres acompanyats d’una coma ja són adimensionals i 
seran substituits en l’equació principal, la qual passarà a no tenir dimensions.  
 
L’expressió és la següent: 
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Per a la posterior simulació utilitzarem l’esquema de mètode semi-implícit. Així, 
tenint en compte: 
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i considerant el signe que pren el valor del següent terme intern de la pròpia 
equació discretitzada: 
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Substituint [ ])()()()1( tttttttttttttt mmm D-D-D-D-D-D- -=- ffffffff  en 
l’equació, i re agrupant termes: 
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I, per últim, amb els càlculs dels gradients: 
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ANNEX 3. ALGORITME DE LES FUNCIONS DEL 
PROGRAMA PRINCIPAL 
 
 
Les diferents funcions utilitzades, declarades i fetes servir per a la simulació, 
les podem classificar en tres grans grups, segons la finalitat per a la que son 
creades: inicialització del sistema, resolució de les equacions de simulació per 
a les variables d’estat i temperatura, actualització de l’estat del sistema per a 
cada pas de temps, i gestió del codi de colors emprat per als diferents valors de 
les variables d’estat i orientació cristal·lina.  
 
3.1. Inicialització del sistema  
 
Les funcions per a la inicialització del sistema son les que es mostren a 
continuació.  
 
 
3.1.1. Cond_contorn 
 
Donada una matriu de nombres (enters i/o reals) estableix les condicions de 
contorn. Dóna el mateix valor als punts de contorn que el valor que prenen els 
punts que tenen immediatament en contacte seu dins la matriu. 
 
void CEquacions::cond_contorn (float matriu[M][M]) 
{ 
 int i=0; 
 for(i=0;i<M;i++) 
{ 
  matriu [i][0]= matriu [i][1]; 
  matriu[i][M-1]= matriu [i][M-2]; 
  } 
 for(i=0;i<M;i++) 
{ 
  matriu [0][i]= matriu [1][i]; 
  matriu [M-1][i]= matriu [M-2][i]; 
  } 
}  
 
 
3.1.2. Inicialitza_sistema 
 
Aquesta funció inicialitza les matrius d’estat i temperatura del sistema, donant 
valors inicials d’ambdues a tots els punts del sistema. Donem a tots els punts 
de la malla els valors de les variables d’estat i temperatura corresponents a 
l’estat líquid. 
 
void CEquacions::inicialitza_sistema () 
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{ 
if (inicializado==false) 
  { 
  int i=0,j=0; 
  cicle=0; 
  for (i=1;i<M-1;i++) 
{ 
  for (j=1;j<M-1;j++) 
{ 
   temperatura [i][j]= -1.0; 
   estat [i][j]= 1.0; 
   } 
  } 
 cond_contorn (temperatura); 
 cond_contorn (estat); 
 
 inicializado=true; 
 } 
} 
 
 
3.1.3. Inicialitzar_matriu_orientacio 
 
Aquesta funció inicialitza la matriu d’orientació amb valors aleatoris dins el 
marge que limita la variable extrínseca denominada Numero_orientacions. 
 
 void CEquacions::inicialitzar_matriu_orientacio() 
{ 
     int i,j,aleatori,flag;  
 if (inicializado2==false) 
  { 
  // Implementem la matriu amb una orientació de grans aleatoria  
 // sempre menor a la màxima d'una partícula  
// (numero_orientacions) 
          for (i=0;i<M;i++) 
   { 
              for (j=0;j<M;j++) 
    { 
    flag=0; 
    while(!flag) 
     { 
     //Definim l'aleatori aqui; 
     aleatori=rand() % (numero_orientacions); 
     //Insertem l'orientació aleatòria; 
     if ( aleatori<numero_orientacions) 
     { 
      orientacio[i][j]=aleatori; 
      flag=1; 
      }  
     }  
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    }  
           }    
  } 
 inicializado2=true; 
} 
 
 
3.1.4. Insertar_particules 
 
Aquesta funció insereix, en punts escollits a l’atzar dins el sistema (inicialitzat 
com a líquid pur), el nombre de gèrmens o partícules externes definit en la 
variable extrínseca Partícules. Els punts escollit es converteixen en estat sòlid 
fixant els valors de les variables d’estat i temperatura corresponents, i fixant el 
seu valor d’orientació com el màxim que caracteritza una partícula sòlida, 
definit pel valor de la variable Numero_orientacions. 
 
 void CEquacions::insertar_particules() 
{ 
     int i=0;  
 int aleatori,flag,fila,columna; 
 if (inicializado4==false) 
 { 
 //Completem la matriu amb partícules dispersades aleatoriament  
//(fins al número de partícules desitjat) 
if ( particules > 0 ) 
  while ( i < particules ) 
  { 
  //Decideixo la fila dins la matriu on insertaré una partícula 
  flag=0; 
  while(flag==0) 
   { 
   aleatori=rand() % (M); 
   if (aleatori < M-1&&aleatori>0) 
   {     
    fila=aleatori; 
    flag=1; 
    }  
   }  
  //Per a la columna aleatoria on inserto una partícula el mateix 
  flag=0; 
while(flag==0) 
   { 
   aleatori=rand() % (M); 
   if (aleatori < M-1&&aleatori>0) 
    { 
    columna=aleatori; 
    flag=1; 
    }  
   }  
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//Dóna el número d'orientacions màxim que caracteritza una 
//partícula externa dins la posició obtinguda aleatoriament 
  orientacio[fila][columna]=numero_orientacions; 
  temperatura[fila][columna]=0.0; 
  estat[fila][columna]=0.0; 
  i++; 
  }  
 } 
 inicializado4=true; 
} 
 
3.2. Resolució de les equacions de simulació  
 
Les següents funcions s’utilitzen per a la resolució de les equacions que fixen 
els valors de les variables d’estat i temperatura als diferents punts de 
l’estructura mallada del sistema 
 
3.2.1. Gradient_quadrat 
 
Donada una matriu i un punt, calcula el valor del gradient al quadrat de dit punt 
a partir de la matriu facilitada. 
 
float CEquacions::gradient_quadrat (float matriu [M][M], int i, int j) 
{ 
 float A=0.0; 
 const double Ax=0.002, Ay=0.002;  
  
A= (((matriu [i+1][j])-(2*(matriu [i][j]))+(matriu 
 [i-1][j]))/(float)(Ax*Ax))+(((matriu [i][j+1])-(2*(matriu [i][j]))+(matriu 
 [i][j-1]))/(float)(Ay*Ay)); 
  
return A; 
} 
 
 
3.2.2. Increment_estat 
 
Calcula la variació de la variable d’estat dins un punt donat, a partir de les 
matrius d’estat i temperatura i de la funció de càlcul del gradient al quadrat 
anterior. 
 
float CEquacions::increment_estat (float tem_ant[M][M], float 
est_ant[M][M], int i, int j) 
{ 
 float A=0.0, B=0.0, C=0.0, D=0.0; 
  
B= gradient_quadrat (est_ant, i, j); 
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 C= est_ant[i][j]; 
 D= tem_ant[i][j]; 
 A= (float)((((C*(1-C))*(C-0.5+(24*C*D*(1-C))))+(0.000005*B))/0.1); 
  
return A; 
} 
 
 
3.2.3. Increment_temperatura 
 
Anàloga a l’anterior funció, aquesta realitza el càlcul de la variació de 
temperatura. 
 
float CEquacions::increment_temperatura (float tem_ant[M][M], float 
est_ant[M][M], int i, int j) 
{ 
 float A=0.0, B=0.0, C=0.0, D=0.0; 
  
B= gradient_quadrat (tem_ant, i, j); 
 C= increment_estat (tem_ant, est_ant, i, j); 
 D= est_ant[i][j]; 
A= B-(((float)2.5*C)*(((float)(30*D*D))-
((float)(60*D*D*D))+((float)(30*D*D*D*D)))); 
  
return A; 
} 
 
 
3.2.4. Calcul_valor_estat 
 
Aquesta funció ens dóna el valor de la variable d’estat dins un punt del sistema 
per a un nou pas de temps, a partir de les matrius d’estat i temperatura en el 
pas de temps anterior i de les funcions de càlcul d’increment de la variable en 
qüestió (increment_estat). 
 
float CEquacions::calcul_valor_estat (float tem_ant[M][M], float 
est_ant[M][M], int i, int j) 
{ 
 float A=0.0, B=0.0; 
 const double At=0.000001; 
  
B= increment_estat(tem_ant, est_ant, i, j); 
 A=(est_ant[i][j])+(B*((float)At)); 
 return A; 
} 
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3.2.5. Calcul_valor_temp 
 
Anàloga a l’anterior funció, aquesta realitza el càlcul del nou valor de la variable 
de temperatura en un punt donat. 
 
float CEquacions::calcul_valor_temp (float tem_ant[M][M], float 
est_ant[M][M], int i, int j) 
{ 
 float A=0.0, B=0.0; 
 const double At=0.000001; 
  
B= increment_temperatura (tem_ant, est_ant, i, j); 
 A=(tem_ant[i][j])+(B*((float)At)); 
  
return A; 
} 
 
3.3. Càlcul de nou pas de temps 
 
Per a l’actualització dels paràmetres del sistema passat un interval de temps Dt, 
s’utilitzen les següents funcions. 
 
3.3.1. Copia_matriu 
 
La següent és una funció auxiliar que copia una matriu de nombres (enters i/o 
reals) en una altre. 
 
void CEquacions::copia_matriu (float matriu_a[M][M], float 
matriu_b[M][M]) 
{ 
 int i=0, j=0; 
 for (i=0;i<M;i++) 
  for(j=0;j<M;j++) 
   matriu_b[i][j]= matriu_a[i][j]; 
 } 
 
 
3.3.2. Insertar_particules 
 
Aquesta funció realitza l’algoritme de nucleació de grans dins el sistema 
simulat. A la secció 3.3.4 s’ha descrit detalladament en què consisteix dit 
algoritme. 
 
void CEquacions::insertar_nucleacions() 
{ 
     int aleatori,flag,fila,columna, aux, aux2, aux3, aux4; 
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if(cicle<nucleacions) 
 { 
 aux=rand()%(10); 
 aux2=rand()%(10); 
 aux3=rand()%(10); 
 //Ara el rati d’inserció 
 if(aux<7 && aux2<5) 
 { 
  //Decideixo la fila dins la matriu on insertaré una partícula 
  flag=0; 
  while(flag==0) 
   { 
   aleatori=rand() % (M); 
   if (aleatori < M-3 && aleatori>3) 
    {     
   fila=aleatori; 
    flag=1; 
    }  
   }  
  //Per a la columna aleatoria on inserto una partícula el mateix 
  flag=0; 
while(flag==0) 
   { 
   aleatori=rand() % (M); 
   if (aleatori < M-3 && aleatori>2) 
    { 
    columna=aleatori; 
    flag=1; 
    }  
   }  
   
//Dóna el número d'orientacions màxim que caracteritza una 
//partícula externa dins la posició obtinguda aleatoriament 
if (estat[fila+1][columna]==1.0 && estat[fila+1][columna+1]==1.0     
   && estat[fila][columna+1]==1.0 && estat[fila-1][columna-1]==1.0    
   && estat[fila-1][columna]==1.0 && estat[fila][columna-1]==1.0 &&   
   estat[fila-1][columna+1]==1.0 && estat[fila+1][columna-1]==1.0  
   && estat[fila+2][columna]==1.0 && estat[fila+2][columna+1]==1.0     
   && estat[fila][columna+2]==1.0  && estat[fila-2][columna-2]==1.0   
   && estat[fila-2][columna]==1.0 && estat[fila][columna-2]==1.0    
   && estat[fila-2][columna+2]==1.0 && estat[fila+2][columna- 
   1]==1.0 && estat[fila+2][columna+2]==1.0 &&  
   estat[fila+2][columna-2]==1.0 && estat[fila+1][columna-2]==1.0  
   && estat[fila+1][columna+2]==1.0 && estat[fila- 
   1][columna+2]==1.0 && estat[fila-1][columna-2]==1.0 &&  
   estat[fila-2][columna+1]==1.0 && estat[fila-2][columna-1]==1.0   
   && estat[fila][columna]==1.0) 
   { 
   orientacio[fila][columna]=orientacio[fila][columna]+10; 
   temperatura[fila][columna]=0.0; 
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   estat[fila][columna]=0.0; 
   cicle++; 
   } 
} 
 } 
} 
 
3.3.3. Calcul_nou_instant 
 
Es calculen en ella els nous valors dels paràmetres de simulació passat un nou 
interval de temps Dt. 
 
void CEquacions::calcul_nou_instant () 
{ 
 int i=0, j=0; 
 float tem_ant[M][M], est_ant[M][M]; 
 int comp1, comp2, comp3, comp4, res; 
  
 copia_matriu(temperatura, tem_ant); 
 copia_matriu(estat, est_ant); 
 
 for (i=1;i<M-1;i++) 
 { 
 for (j=1;j<M-1;j++) 
 { 
 temperatura[i][j]= calcul_valor_temp (tem_ant, est_ant, i, j); 
 estat[i][j]= calcul_valor_estat (tem_ant, est_ant, i, j); 
 if (estat[i][j]<0.4) 
  { 
  estat[i][j]=0.0; 
//Si encara no és sòlid el faig i agafo el valor d'orientació més 
//proper; 
  if(orientacio[i][j]<numero_orientacions) 
   { 
 
//Aquest "if" per a que predomini la orientació del grà 
//principal 
      
if(orientacio[i-1][j]==numero_orientacions|| orientacio[i+1][j] 
== numero_orientacions||orientacio[i][j-1]== 
numero_orientacions||orientacio[i][j+1]== 
numero_orientacions) 
    orientacio[i][j]=numero_orientacions; 
   else 
    { 
    if(estat[i-1][j]<0.4) 
     orientacio[i][j]=orientacio[i-1][j]; 
 
    else if (estat[i+1][j]<0.4) 
     orientacio[i][j]=orientacio[i+1][j]; 
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    else if (estat[i][j+1]<0.4) 
     orientacio[i][j]=orientacio[i][j+1]; 
 
    else if (estat[i][j-1]<0.4) 
     orientacio[i][j]=orientacio[i][j-1]; 
    } 
   } 
  else if (orientacio[i][j]>numero_orientacions) 
   { 
if(orientacio[i-1][j]!=orientacio[i][j] && orientacio[i][j+1]!= 
orientacio[i][j] && orientacio[i+1][j]!=orientacio[i][j] && 
orientacio[i][j-1]!=orientacio[i][j]) 
    { 
if(orientacio[i-1][j]==numero_orientacions || 
orientacio[i][j-1]==numero_orientacions 
||orientacio[i][j+1]==numero_orientacions||orientacio[i
+1][j]==numero_orientacions) 
orientacio[i][j]=numero_orientacions;  
    else 
     { 
if(estat[i-1][j]<0.4 && orientacio[i-
1][j]>numero_orientacions) 
      comp1=orientacio[i-1][j]; 
     else  
      comp1=0; 
 
if(estat[i+1][j]<0.4 && 
orientacio[i+1][j]>numero_orientacions) 
      comp2=orientacio[i+1][j]; 
     else  
      comp2=0; 
 
if(estat[i][j+1]<0.4 && 
orientacio[i][j+1]>numero_orientacions) 
      comp3=orientacio[i][j+1]; 
     else  
      comp3=0; 
 
if(estat[i][j-1]<0.4 && orientacio[i][j-
1]>numero_orientacions) 
      comp4=orientacio[i][j-1]; 
     else  
      comp4=0; 
             
//Miro el que té el valor més alt que és el que 
//interessa i el poso a res 
      
res=0; 
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if(comp1>comp2&& comp1>comp3&& 
comp1>comp4) 
      res=comp1; 
 
if(comp2>comp1&& comp2>comp3&& 
comp2>comp4) 
      res=comp2; 
 
if(comp3>comp1&&comp3>comp2&& 
comp3>comp4) 
      res=comp3; 
 
if(comp4>comp1&&comp4>comp2&& 
comp4>comp3) 
      res=comp4; 
 
     if(res!=0) 
      orientacio[i][j]=res; 
       
     }  
} 
   } 
  } 
 } 
 } 
 condicions_contorn (estat); 
 condicions_contorn (temperatura); 
} 
 
 
3.3.4. Calcul_energia 
 
Necessari pel càlcul de l’algoritme d’evolució de l’orientació cristal·lina, en 
aquesta funció s’obté el càlcul de l’energia per a un punt donat dins la matriu 
d’orientació. 
 
float CEquacions::calcul_energia(int fila,int columna,int orientacio, 
int matriu[M][M]) 
{ 
     float nE=0,sE=0,wE=0,eE=0,energia; 
 int nD,sD,wD,eD; 
     if (fila==0)  
  nD=orientacio-matriu[M-1][columna]; 
     else  
  nD=orientacio-matriu[fila-1][columna]; 
 
     if (fila==M-1)  
  sD=orientacio-matriu[0][columna]; 
     else  
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  sD=orientacio-matriu[fila+1][columna]; 
 
if (columna==0) 
  wD=orientacio-matriu[fila][M-1]; 
     else  
  wD=orientacio-matriu[fila][columna-1]; 
 
     if (columna==M-1)  
  eD=orientacio-matriu[fila][0]; 
     else  
  eD=orientacio-matriu[fila][columna+1]; 
 
     if (nD!=0) nE=1; 
     if (sD!=0) sE=1; 
     if (wD!=0) wE=1; 
     if (eD!=0) eE=1; 
 
     energia=nE+sE+wE+eE; 
 
     return energia; 
} 
 
 
3.3.5. Evolucio_orientacio 
 
S’aplica l’algoritme d’evolució del paràmetre d’orientació cristal·lina. A la secció 
3.3.3 s’ha realitzat una descripció del mateix. 
 
void CEquacions::evolucio_orientacio() 
{ 
 // matriu2 controla que no s'hagi accedit ja a la posició  
int i,j,matriu2[M][M],arrnum,orientacio_antiga,orientacio_nova; 
int fila,columna,aleatori,flag; 
     float increment_energia,w,num,energia_antiga,energia_nova; 
      
// Inicialitzem la matriu de control 
 for (i=0;i<M;i++) 
  for (j=0;j<M;j++)  
   matriu2[i][j]=0; 
 arrnum=M*M; 
  
//Que corri fins que tots els punts siguin accedits 
 while (arrnum!=0) 
  { 
  flag=0; 
  while(flag==0) 
  { 
   aleatori=rand() % (M); 
   if (aleatori<M) 
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    {     
    fila=aleatori; 
    flag=1; 
    } 
   }  
  flag=0; 
  while(flag==0) 
   { 
   aleatori=rand() % (M); 
   if (aleatori < M) 
    { 
    columna=aleatori; 
    flag=1; 
    } 
   } 
  for(fila=0;fila<M;fila++) 
   for(columna=0;columna<M;columna++) 
    if (matriu2[fila][columna]==0) 
    { 
    if (orientacio[fila][columna]<numero_orientacions)  
//No es partícula 
     { 
     orientacio_antiga=orientacio[fila][columna]; 
         flag=0; 
         while(flag==0) 
      { 
      aleatori=rand() % (M); 
      if (aleatori < numero_orientacions ) 
       { 
       orientacio_nova=aleatori; 
       flag=1; 
       }  
      } 
energia_antiga=calcul_energia(fila,columna,or
ientacio_antiga, orientacio); 
           
energia_nova=calcul_energia(fila,columna,ori
entacio_nova, orientacio); 
  
increment_energia=energia_nova-
energia_antiga; 
 
     if (increment_energia<=0)  
orientacio[fila][columna]= 
orientacio_nova; 
     else 
      { 
w=float(exp(-increment_energia 
/(temperatura[fila][columna])));  
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      num=((float) (rand()%64000)/32000 );  
 
      if ( w >= num)  
orientacio[fila][columna]= 
orientacio_nova; 
      } 
 
     }  
    matriu2[fila][columna]=1; 
    arrnum--; 
    } 
  }  
    } 
 
3.4. Gestió del color 
 
Finalment, només queden per presentar les funcions emprades per a la 
visualització de l’evolució de la simulació mitjançant la traducció, a un codi de 
colors, dels valors numèrics de les dues variables més representatives: l’estat i 
l’orientació cristal·lina. 
 
 
3.4.1. Actualitza_orientacio_fixe 
 
La següent és una funció auxiliar que copia en la matriu Orientació_fixe només 
els valors d’orientació dels punts en estat sòlid. Ens amaga, per tant, tots els 
valors aleatoris d’orientació que prenen els demés punts (interfase sòlid-líquid i 
líquids), per tal d’obtenir una millor visualització, amb només les orientacions 
fixes dels punts que van solidificant. 
 
void CEquacions::actualitza_orientacio_fixe() 
{ 
 int i,j; 
 
 for(i=0;i<M;i++) 
  for(j=0;j<M;j++) 
  { 
   if(orientacio[i][j]>=numero_orientacions) 
    orientacio_fixe[i][j]=orientacio[i][j]; 
   else 
    orientacio_fixe[i][j]=100; 
  } 
} 
 
 
3.4.2. Dona_color_orientacio 
 
Aquesta funció tradueix a un codi de colors els diferents valors que pren la 
variable d’orientació dins el sistema. 
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int CEquacions::dona_color_orientacio(int i, int j) 
{ 
 int color; 
 
 //Si vull que es vegi tots els valors 
 color= int(orientacio[i][j]*155); 
 
 //Si només vull veure l’orientació fixa 
 //color=int(orientacio_fixe[i][j]*12.0+10); 
 
 return color; 
} 
 
 
3.4.3. Dona_color_estat 
 
Anàloga a l’anterior funció, aquesta ho fa per als diferents valors de la variable 
d’estat. 
 
int CEquacions::dona_color_estat(int i, int j) 
{ 
 int color; 
 
 color = int(estat[i][j] * 255.0); 
 
 return color; 
}
Algoritme Visual Basic   73 
ANNEX 4. ALGORITME VISUAL BASIC  
 
4.1. Mòdul pel pas de paràmetres  
 
4.1.1. Funcions declarades 
 
Aqui es troba el codi implementat al mòdul de l’aplicació creada amb Visual 
Basic. Es realitza el pas de paràmetres i funcions entre el programa realitzat en 
C++ i el Visual Basic. 
 
Public Declare Sub Inici_sistema _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
  () 
   
Public Declare Sub Simulacio  _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
  () 
   
Public Declare Function Dona_color_estat _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
  (ByVal i As Long, ByVal j As Long) _ 
  As Single 
    
Public Declare Function Dona_color_orientacio _ 
Lib "C:\Visual Basic\simulacio.dll" _ 
  (ByVal i As Long, ByVal j As Long) _ 
  As Long 
 
Public Declare Function Dona_color_orientacio_fixa _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
  (ByVal i As Long, ByVal j As Long) _ 
  As Long 
 
Public Declare Function Torna_cicle _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
 () As Long 
  
Public Declare Function Torna_grans _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
 () As Long 
  
Public Declare Function Torna_particules _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
 () As Long 
  
Public Declare Function Torna_M _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
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 () As Long 
  
Public Declare Function Torna_nucleacions _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
 () As Long 
  
Public Declare Function Torna_orientacions _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
 () As Long 
  
 Public Declare Function Torna_undercooling _ 
    Lib "C:\Visual Basic\simulacio.dll" _ 
 () As Single 
  
 Public Declare Function Torna_interval _ 
   Lib "C:\Visual Basic\simulacio.dll" _ 
 () As Long 
  
 Public Declare Function Fraccio_transformada _ 
   Lib "C:\Visual Basic\simulacio.dll" _ 
 () As Long 
 
4.2. Formulari 1 
 
4.2.1. Pas de paràmetres 
 
4.2.1.1. Variables intrínseques 
 
Private Sub Text1_Change() 
Text1.Text = Torna_M 
End Sub 
 
Private Sub Text2_Change() 
Text2.Text = Torna_particules 
End Sub 
 
Private Sub Text3_Change() 
Text3.Text = Torna_orientacions 
End Sub 
 
Private Sub Text4_Change() 
Text4.Text = Torna_undercooling 
End Sub 
 
Private Sub Text5_Change() 
Text5.Text = Torna_nucleacions 
End Sub 
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Private Sub Text6_Change() 
Text6.Text = Torna_interval 
End Sub 
 
 
4.2.1.2. Variables extrínseques 
 
Private Sub Text7_Change() 
Text7.Text = Torna_cicle 
End Sub 
 
Private Sub Text8_Change() 
Text8.Text = Torna_grans 
End Sub 
 
Private Sub Text9_Change() 
Text9.Text = Fraccio_transformada 
End Sub 
 
 
4.2.2. Botons d’acció 
 
Private Sub Command1_Click() 
Timer1.Interval = 1000 
Timer1.Enabled = True 
End Sub 
 
Private Sub Command2_Click() 
Timer1.Enabled = False 
End Sub 
 
Private Sub Command3_Click() 
Timer1.Enabled = True 
End Sub 
 
Private Sub Command4_Click() 
Hide 
End Sub 
 
Private Sub Command5_Click() 
Timer1.Enabled = False 
‘Per a carregar el formulari 2 
Form2.Show 1 
Unload Form2 
End Sub 
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4.2.3. Funcions principals 
 
4.2.1.1 Inicialització del sistema 
 
Private Sub Form_Load() 
 
'Inicialitza el timer com a desactivat 
Timer1.Enabled = False 
'Carrega la matriu d'estat configurant els següents paràmetres: 
matriu.Cols = 40 
matriu.Rows = 40 
matriu.ScrollBars = 0 
matriu.HighLight = 0 
matriu.FocusRect = 0 
matriu.FixedCols = 0 
matriu.FixedRows = 0 
 
' I la d'orientació fixa 
matriu2.Cols = 40 
matriu2.Rows = 40 
matriu2.ScrollBars = 0 
matriu2.HighLight = 0 
matriu2.FocusRect = 0 
matriu2.FixedCols = 0 
matriu2.FixedRows = 0 
 
'Configura les dimensions de les celdes 
Dim i As Long 
For i = 0 To matriz.Rows - 1 
        matriu.RowHeight(i) = 125 
        matriu2.RowHeight(i) = 125 
Next 
For i = 0 To matriz.Cols - 1 
        matriu.ColWidth(i) = 125 
        matriu2.ColWidth(i) = 125 
Next 
 
'Inicialització global del sistema 
Inici_sistema 
 
‘Inicialització de variables 
Text1_Change 
Text2_Change 
Text3_Change 
Text4_Change 
Text5_Change 
Text6_Change 
Text7_Change 
Text8_Change 
Text9_Change 
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‘Inicialització de matrius 
pintar_matriu_estat 
pintar_matriu_orientacio_fixa 
 
End Sub 
 
4.2.1.2 Visualització i evolució del sistema 
 
Private Sub pintar_matriu_estat() 
 
Dim i As Long 
Dim j As Long 
Dim dato 
 
For i = 0 To matriu.Rows - 1 
  matriu.Row = i 
  For j = 0 To matriu.Cols - 1 
    matriu.Col = j 
    dato = Dona_color_estat(i, j) 
     
    If (dato = 1) Then 
    matriu.CellBackColor = &HFF0000 
    End If 
     
    If (dato = 0) Then 
    matriu.CellBackColor = &H80000012 
    End If 
      
    If (dato < 1) Then     If (dato > 0) Then 
    matriu.CellBackColor = &HFFFFC0 
    End If 
    End If 
   
  Next 
Next 
End Sub 
Private Sub pintar_matriu_orientacio_fixa() 
 
Dim i As Long 
Dim j As Long 
Dim dato As Long 
 
For i = 0 To matriu2.Rows - 1 
  matriu2.Row = i 
  For j = 0 To matriu2.Cols - 1 
    matriu2.Col = j 
    dato = Dona_color_orientacio_fixa(i, j) 
    
    ‘Pintem les celdes en funció del valor d’orientació  
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    If (dato = 0) Then 
    matriu2.CellBackColor = &HFFFFFF 
    End If 
        
    If (dato = 10) Then 
    matriu2.CellBackColor = &H80000012 
    End If 
         
    If (dato = 11) Then 
    matriu2.CellBackColor = &HFF& 
    End If 
       
    If (dato = 12) Then 
    matriu2.CellBackColor = &H80FF& 
    End If 
     
    If (dato = 13) Then 
    matriu2.CellBackColor = &HFFFF& 
    End If 
     
    If (dato = 14) Then 
    matriu2.CellBackColor = &HFF00& 
    End If 
     
    If (dato = 15) Then 
    matriu2.CellBackColor = &HFFFF00 
    End If 
     
    If (dato = 16) Then 
    matriu2.CellBackColor = &HFF0000 
    End If 
     
    If (dato = 17) Then 
    matriu2.CellBackColor = &HFF00FF 
    End If 
     
    If (dato = 18) Then 
    matriu2.CellBackColor = &H4040& 
    End If 
     
    If (dato = 19) Then 
    matriu2.CellBackColor = &H404080 
    End If 
     
    If (dato > 19) Then 
    matriu2.CellBackColor = dato 
    End If 
 
  Next 
Next 
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End Sub 
 
 
4.2.1.3 Càlcul de nou pas de temps 
 
Private Sub Timer1_Timer() 
 
'Funcions declarades al mòdul per al càlcul d’un nou pas de temps 
Simulacio  
Fraccio_transformada 
 
'Actualització de les variables extrínseques 
Text1_Change 
Text2_Change 
Text7_Change 
 
'Actualització de les matrius de visualització 
pintar_matriu_estat 
pintar_matriu_orientacio_fixa 
 
End Sub 
 
4.3. Formulari 2 
 
4.3.1. Botons d’acció 
 
Private Sub Command1_Click() 
Hide 
End Sub 
 
 
4.3.2. Funcions principals 
 
4.3.1.1 Inicialització del sistema 
 
Private Sub Form_Load() 
 
'Inicialització de la matriu d'estat 
matriu.Cols = 40 
matriu.Rows = 40 
matriu.ScrollBars = 0 
matriu.HighLight = 0 
matriu.FocusRect = 0 
matriu.FixedCols = 0 
matriu.FixedRows = 0 
 
'Per a la matriu d'orientació el mateix 
matriu1.Cols = 40 
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matriu1.Rows = 40 
matriu1.ScrollBars = 0 
matriu1.HighLight = 0 
matriu1.FocusRect = 0 
matriu1.FixedCols = 0 
matriu1.FixedRows = 0 
 
‘Configurem el tamany de les celdes 
Dim i As Long 
For i = 0 To matriu.Rows - 1 
        matriu.RowHeight(i) = 180 
        matriu1.RowHeight(i) = 180 
Next 
For i = 0 To matriu.Cols - 1 
        matriu.ColWidth(i) = 180 
        matriu1.ColWidth(i) = 180 
Next 
 
‘Pintem les matrius amb els valors inicials 
pintar_matriu_estat_2 
pintar_matriu_orientacio_2 
 
End Sub 
 
 
4.3.1.2 Visualització i evolució del sistema 
 
Private Sub pintar_matriu_estat_2() 
 
Dim i As Long 
Dim j As Long 
Dim dato As Single 
 
For i = 0 To matriu.Rows - 1 
  matriu.Row = i 
  For j = 0 To matriu.Cols - 1 
    matriu.Col = j 
    dato = Dona_color_estat(i, j) 
    matriu.Text = dato 
  Next 
Next 
 
End Sub 
 
 
Private Sub pintar_matriu_orientacio_2() 
 
Dim i As Long 
Dim j As Long 
Dim dato 
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For i = 0 To matriu1.Rows - 1 
  matriu1.Row = i 
  For j = 0 To matriu1.Cols - 1 
    matriu1.Col = j 
    dato = Dona_color_orientacio(i, j) 
    matriu1.Text = dato 
  Next 
Next 
 
End Sub 
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ANNEX 5.  APLICACIÓ MFC EN VISUAL C++  
 
5.1. Arxius .h o header adjunts 
 
5.1.1. Equacions.h 
 
Aqui s’hi troben les declaracions de totes les funcions utilitzades per la 
simulació (presentades a l’Annex 2), així com la declaració de la classe que les 
conté i que anomenem CEquacions. Aquesta inclou totes les variables 
intrínseques de la simulació (com els camps j, T i q, entre d’altres).  
En aquest arxiu també s’hi troba la inicialització de les variables extrínseques 
tals com les dimensions de la matriu del sistema, el sots refredament, etc. El 
seu codi d’implementació és el següent: 
 
// ecuaciones.h: interface for the ecuaciones class. 
 
//Variables extrínseques de simulació 
 
#define M 40 //Dimensions de la matriu quadrada 40 
#define particules 1 //Nombre de partícules externes 
#define nucleacions 5 
#define undercooling 0.4 
#define numero_orientacions 10 //Nombre d'orientacions (10 quan sòlid ) 
#define interval 10000 
 
//A més 
#define At 0.000001 
 
class CEquacions   
{ 
 public: 
  CEquacions(); 
  virtual ~CEquacions(); 
   
 private: 
 
  //Variables intrínseques de simulacio 
 
  float temperatura[M][M]; 
  float estat[M][M]; 
  int orientacio[M][M]; 
  int orientacio_fixe[M][M]; 
  int cicle; 
  
 public: 
  //Funcions principals    
  void inici_sistema(); 
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  void simulacio ();   
  //Declaracio de funcions per la inicialització 
  void inicialitza_sistema (); 
  void inicialitzar_matriu_orientacio(); 
  void insertar_particules(); 
   
  //Funcions pel calcul dels camps en un nou pas de temps   
  void calcul_nou_instant (); 
  void evolucio_orientacio(); 
  void insertar_particules_externes(); 
   
  //Gestió del color i representacióp per pantalla 
  float dame_color_estat(int i, int j); 
  int dame_color_orientacion(int i, int j); 
  int dame_color_orientacion_fija(int i, int j); 
  void actualitza_orientacio_fixe(); 
   
 private: 
 
  //Funcions auxiliars 
 
  void cond_contorn (float matriu[M][M]); 
   
  float gradient_cuadrat (float matriu[M][M], int i, int j); 
 
float increment_estat (float tem_ant[M][M], float est_ant[M][M], int 
i, int j); 
 
float increment_temperatura (float tem_ant[M][M], float 
est_ant[M][M],int i, int j); 
 
float calcul_valor_temp (float tem_ant[M][M], float est_ant[M][M], 
int i, int j); 
 
float calcul_valor_estat (float tem_ant[M][M], float est_ant[M][M], 
int i, int j); 
   
  void copia_matriu (float matriu_a[M][M], float matriu_b[M][M]); 
 
float calcul_energia(int fila,int columna,int orientacio, int 
matriu[M][M]); 
}; 
 
 
5.1.2. DialogoIntervalo.h 
 
A continuació es mostra el codi que implementa aquest fitxer, vital per a la 
correcta execució del projecte. 
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#if 
!defined(AFX_DIALOGOINTERVALO_H__71B3AF84_8C20_4AE9_818F_51C
ACBD7D7D3__INCLUDED_) 
#define 
AFX_DIALOGOINTERVALO_H__71B3AF84_8C20_4AE9_818F_51CACBD7D
7D3__INCLUDED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
// DialogoIntervalo.h : header file 
 
///////////////////////////////////////////////////////////////////////////// 
// CDialogoIntervalo dialog 
 
class CDialogoIntervalo : public CDialog 
{ 
// Construction 
public: 
 UINT DevolverIntervalo(); 
 CDialogoIntervalo(CWnd* pParent = NULL);   // standard constructor 
 
// Dialog Data 
 //{{AFX_DATA(CDialogoIntervalo) 
 enum { IDD = IDD_DIALOGO_INTERVALO }; 
 UINT m_intervalo; 
 //}}AFX_DATA 
 
// Overrides 
 // ClassWizard generated virtual function overrides 
 //{{AFX_VIRTUAL(CDialogoIntervalo) 
 protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // DDX/DDV 
support 
 //}}AFX_VIRTUAL 
 
// Implementation 
protected: 
 
 // Generated message map functions 
 //{{AFX_MSG(CDialogoIntervalo) 
 virtual void OnOK(); 
 //}}AFX_MSG 
 DECLARE_MESSAGE_MAP() 
}; 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the 
//previous line. 
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#endif // 
!defined(AFX_DIALOGOINTERVALO_H__71B3AF84_8C20_4AE9_818F_51C
ACBD7D7D3__INCLUDED_) 
 
 
5.1.3. MainFrm.h 
 
Aquets arxiu inclou la classe CMainFrame, derivada de la classe CframeWnd. 
 
#if _MSC_VER > 1000 
#PRAGMA ONCE 
#endif // _MSC_VER > 1000 
 
class CMainFrame : public CFrameWnd 
{ 
protected: // create from serialization only 
 CMainFrame(); 
 DECLARE_DYNCREATE(CMainFrame) 
 
// Attributes 
public: 
 
// Operations 
public: 
 
// Overrides 
 // ClassWizard generated virtual function overrides 
 //{{AFX_VIRTUAL(CMainFrame) 
 virtual BOOL PreCreateWindow(CREATESTRUCT& cs); 
 //}}AFX_VIRTUAL 
 
// Implementation 
public: 
 virtual ~CMainFrame(); 
#ifdef _DEBUG 
 virtual void AssertValid() const; 
 virtual void Dump(CDumpContext& dc) const; 
#endif 
 
protected:  // control bar embedded members 
 CStatusBar  m_wndStatusBar; 
 
// Generated message map functions 
protected: 
 //{{AFX_MSG(CMainFrame) 
 afx_msg int OnCreate(LPCREATESTRUCT lpCreateStruct); 
 //}}AFX_MSG 
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 DECLARE_MESSAGE_MAP() 
}; 
///////////////////////////////////////////////////////////////////////////// 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the 
//previous line. 
 
#endif // 
!defined(AFX_MAINFRM_H__4BEDFDD6_B78E_4172_A045_9941F98992B5_
_INCLUDED_) 
 
 
5.1.4. Resource.h 
 
El següent codi implementa el fitxer estàndard del projecte, que inclou els 
recursos ID.  Microsoft Visual C++ utilitza i actualitza aquest fitxer internament. 
 
#define IDD_ABOUTBOX                    100 
#define IDR_MAINFRAME                   128 
#define IDR_SIMULATYPE                  129 
#define IDD_DIALOGO_INTERVALO           130 
#define IDC_EDIT1                       1000 
#define ID_INICIARSIMULACIN             32771 
#define ID_PARARSIMULACIN               32772 
#define ID_INTRODUCIRINTRVALO           32773 
 
// Next default values for new objects 
 
#ifdef APSTUDIO_INVOKED 
#ifndef APSTUDIO_READONLY_SYMBOLS 
#define _APS_3D_CONTROLS                     1 
#define _APS_NEXT_RESOURCE_VALUE        137 
#define _APS_NEXT_COMMAND_VALUE         32774 
#define _APS_NEXT_CONTROL_VALUE         1001 
#define _APS_NEXT_SYMED_VALUE           101 
#endif 
#ENDIF 
 
 
5.1.5. simulacion.h 
 
Aquest fitxer és el principal per a l’aplicació i, per tant, la simulació. Inclou altres 
fitxers .h del projecte específics (com el Resource.h, per exemple) i declara la 
classe d’aplicació CsimulationApp. 
 
#if 
!defined(AFX_SIMULACION_H__D7BD12A6_6A63_4F59_8B77_7E854389D7
20__INCLUDED_) 
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#define 
AFX_SIMULACION_H__D7BD12A6_6A63_4F59_8B77_7E854389D720__INC
LUDED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
 
#ifndef __AFXWIN_H__ 
 #error include 'stdafx.h' before including this file for PCH 
#endif 
 
#include "resource.h"       // main symbols 
 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionApp: 
// See simulacion.cpp for the implementation of this class 
 
class CSimulacionApp : public CWinApp 
{ 
public: 
 CSimulacionApp(); 
 
// Overrides 
 // ClassWizard generated virtual function overrides 
 //{{AFX_VIRTUAL(CSimulacionApp) 
 public: 
 virtual BOOL InitInstance(); 
 //}}AFX_VIRTUAL 
 
// Implementation 
 //{{AFX_MSG(CSimulacionApp) 
  // ClassWizard will add and remove member functions here. 
  //    DO NOT EDIT what you see in these blocks of generated code
 //}}AFX_MSG 
 DECLARE_MESSAGE_MAP() 
}; 
 
///////////////////////////////////////////////////////////////////////////// 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the 
//previous line. 
 
#endif // 
!defined(AFX_SIMULACION_H__D7BD12A6_6A63_4F59_8B77_7E854389D7
20__INCLUDED_) 
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5.1.6. simulacionDoc.h 
 
S’utilitza per a afegir dades especials i útils per a guardar i carregar arxius. A 
més, conté la classe CSimulacionDoc. 
 
{ 
public: 
 
 CEcuaciones ecuaciones;// Objecte on resideixen les equacions 
 
protected: // create from serialization only 
 CSimulacionDoc(); 
 DECLARE_DYNCREATE(CSimulacionDoc) 
 
// Attributes 
public: 
 
// Operations 
public: 
 
// Overrides 
 // ClassWizard generated virtual function overrides 
  
//{{AFX_VIRTUAL(CSimulacionDoc) 
 public: 
 virtual BOOL OnNewDocument(); 
 virtual void Serialize(CArchive& ar); 
 //}}AFX_VIRTUAL 
 
// Implementation 
public: 
 virtual ~CSimulacionDoc(); 
#ifdef _DEBUG 
 virtual void AssertValid() const; 
 virtual void Dump(CDumpContext& dc) const; 
#endif 
 
protected: 
 
// Generated message map functions 
protected: 
 //{{AFX_MSG(CSimulacionDoc) 
  // ClassWizard will add and remove member functions here. 
  //    DO NOT EDIT what you see in these blocks of generated code
 //}}AFX_MSG 
 DECLARE_MESSAGE_MAP() 
}; 
 
///////////////////////////////////////////////////////////////////////////// 
//{{AFX_INSERT_LOCATION}} 
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// Microsoft Visual C++ will insert additional declarations immediately before the 
previous line. 
 
#endif // 
!defined(AFX_SIMULACIONDOC_H__EF125ED1_20A5_4D28_AF4B_BC9245
98B0E4__INCLUDED_) 
 
 
5.1.7. simulacionView.h 
 
A continuació es mostra el codi utilitzat per a la creació d’aquest fitxer, també 
adjunt al projecte, i que serveix d’enllaç amb la classe CSimulacionView. Els 
objectes de la classe CSimulacionView s’utilitzen per a veure els objectes de la 
classe CSimulacionDoc. 
 
#if 
!defined(AFX_SIMULACIONVIEW_H__DB3779E5_BD40_4DC8_95DC_48698
702C488__INCLUDED_) 
#define 
AFX_SIMULACIONVIEW_H__DB3779E5_BD40_4DC8_95DC_48698702C488
__INCLUDED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
 
#include "DialogoIntervalo.h" 
 
class CSimulacionView : public CView 
{ 
protected: // create from serialization only 
 CSimulacionView(); 
 DECLARE_DYNCREATE(CSimulacionView) 
 
// Attributes 
public: 
 CSimulacionDoc* GetDocument(); 
 
// Operations 
public: 
 
// Overrides 
 // ClassWizard generated virtual function overrides 
 //{{AFX_VIRTUAL(CSimulacionView) 
 public: 
 virtual void OnDraw(CDC* pDC);  // overridden to draw this view 
 virtual BOOL PreCreateWindow(CREATESTRUCT& cs); 
 protected: 
 //}}AFX_VIRTUAL 
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// Implementation 
public: 
 virtual ~CSimulacionView(); 
#ifdef _DEBUG 
 virtual void AssertValid() const; 
 virtual void Dump(CDumpContext& dc) const; 
#endif 
 
protected: 
 
// Generated message map functions 
protected: 
 //{{AFX_MSG(CSimulacionView) 
 afx_msg void OnTimer(UINT nIDEvent); 
 afx_msg void OnIniciarSimulacion(); 
 afx_msg void OnPararSimulacion(); 
 afx_msg void OnIntroducirIntervalo(); 
 //}}AFX_MSG 
 DECLARE_MESSAGE_MAP() 
 
private : 
 int max_filas; 
 int max_columnas; 
  
 float ratio_filas; 
 float ratio_columnas; 
 
 long margen_izq; 
 long margen_inf; 
 
 UINT intervalo; 
 long ciclo; 
 
private: 
 void set_num_filas (int filas,int columnas,float m_izq , float m_inf); 
 //SIMULACION 
 void imprimir_casilla (CDC* pDC,int fila , int columna, int calor); 
}; 
 
#ifndef _DEBUG  // debug version in simulacionView.cpp 
inline CSimulacionDoc* CSimulacionView::GetDocument() 
   { return (CSimulacionDoc*)m_pDocument; } 
#endif 
///////////////////////////////////////////////////////////////////////////// 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the 
previous line. 
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#endif // 
!defined(AFX_SIMULACIONVIEW_H__DB3779E5_BD40_4DC8_95DC_48698
702C488__INCLUDED_) 
 
 
5.1.8. StdAfx.h 
 
Aquest fitxer inclou els arxius estàndards del sistema, o d’altres arxius del 
projecte específics que s’utilitzen freqüentment, però que alhora rarament 
canvien. 
 
#if 
!defined(AFX_STDAFX_H__A9454179_B0A8_4298_8B65_90CDB457A1A6__I
NCLUDED_) 
#define 
AFX_STDAFX_H__A9454179_B0A8_4298_8B65_90CDB457A1A6__INCLUD
ED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
 
#define VC_EXTRALEAN  // Exclude rarely-used stuff Windows headers 
 
#include <afxwin.h>         // MFC core and standard components 
#include <afxext.h>         // MFC extensions 
#include <afxdtctl.h>  // MFC support for Internet Explorer 4  
#ifndef _AFX_NO_AFXCMN_SUPPORT 
#include <afxcmn.h>   // MFC support for Windows  
#endif // _AFX_NO_AFXCMN_SUPPORT 
 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the 
//previous line. 
 
#endif // 
!defined(AFX_STDAFX_H__A9454179_B0A8_4298_8B65_90CDB457A1A6__I
NCLUDED_) 
 
 
4.4. Arxius resource  
 
5.2.1. simulacion.rc2 
 
Aquest fitxer conté els recursos no editables amb el mateix programa, el 
Microsoft Visual C++. En aquest cas i com es pot observar a continuació, no 
s’en defineix cap. 
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#ifdef APSTUDIO_INVOKED 
 #error this file is not editable by Microsoft Visual C++ 
#endif //APSTUDIO_INVOKED 
 
5.3. Arxius font o origen 
 
5.3.1. Equacions.cpp 
 
Aquest fitxer conté l’algoritme de totes les funcions declarades al fitxer 
Equacions.h. És el que s’adjunta a l’Annex 3 d’aquest document. 
 
 
5.3.2. DialogoIntervalo.cpp 
 
El mostrat a continuació, és el codi de l’arxiu vital per a l’execució de l’aplicació. 
 
#include "stdafx.h" 
#include "simulacion.h" 
#include "DialogoIntervalo.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CDialogoIntervalo dialog 
 
CDialogoIntervalo::CDialogoIntervalo(CWnd* pParent /*=NULL*/) 
 : CDialog(CDialogoIntervalo::IDD, pParent) 
{ 
 //{{AFX_DATA_INIT(CDialogoIntervalo) 
 
 m_intervalo = 0.01; 
  
 //}}AFX_DATA_INIT 
} 
 
void CDialogoIntervalo::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 //{{AFX_DATA_MAP(CDialogoIntervalo) 
 DDX_Text(pDX, IDC_EDIT1, m_intervalo); 
 //}}AFX_DATA_MAP 
} 
 
BEGIN_MESSAGE_MAP(CDialogoIntervalo, CDialog) 
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 //{{AFX_MSG_MAP(CDialogoIntervalo) 
 //}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CDialogoIntervalo message handlers 
 
void CDialogoIntervalo::OnOK()  
{ 
 
 CDialog::OnOK(); 
} 
 
UINT CDialogoIntervalo::DevolverIntervalo() 
{ 
 return m_intervalo;  
} 
 
 
5.3.3. MainFrm.cpp 
 
En aquest arxiu s’implementa la classe CmainFrame. 
 
#include "stdafx.h" 
#include "simulacion.h" 
#include "MainFrm.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CMainFrame 
 
IMPLEMENT_DYNCREATE(CMainFrame, CFrameWnd) 
 
BEGIN_MESSAGE_MAP(CMainFrame, CFrameWnd) 
 //{{AFX_MSG_MAP(CMainFrame) 
 ON_WM_CREATE() 
 //}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
static UINT indicators[] = 
{ 
 ID_SEPARATOR,           // status line indicator 
 ID_INDICATOR_CAPS, 
 ID_INDICATOR_NUM, 
Aplicació MFC en Visual C++   95 
  
ID_INDICATOR_SCRL, 
}; 
 
///////////////////////////////////////////////////////////////////////////// 
// CMainFrame construction/destruction 
 
CMainFrame::CMainFrame() 
{ 
 // TODO: add member initialization code here 
} 
 
CMainFrame::~CMainFrame() 
{ 
} 
 
int CMainFrame::OnCreate(LPCREATESTRUCT lpCreateStruct) 
{ 
 if (CFrameWnd::OnCreate(lpCreateStruct) == -1) 
  return -1; 
 
 if (!m_wndStatusBar.Create(this) || 
  !m_wndStatusBar.SetIndicators(indicators, 
    sizeof(indicators)/sizeof(UINT))) 
 { 
  TRACE0("Failed to create status bar\n"); 
  return -1;      // fail to create 
 } 
 
 return 0; 
} 
 
BOOL CMainFrame::PreCreateWindow(CREATESTRUCT& cs) 
{ 
 if( !CFrameWnd::PreCreateWindow(cs) ) 
  return FALSE; 
 // TODO: Modify the Window class or styles here by modifying 
 //  the CREATESTRUCT cs 
 
 return TRUE; 
} 
 
///////////////////////////////////////////////////////////////////////////// 
// CMainFrame diagnostics 
 
#ifdef _DEBUG 
 
void CMainFrame::AssertValid() const 
{ 
 CFrameWnd::AssertValid(); 
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} 
 
void CMainFrame::Dump(CDumpContext& dc) const 
{ 
 CFrameWnd::Dump(dc); 
} 
 
#endif //_DEBUG 
 
5.3.4. simulacion.cpp 
 
El codi mostrat a continuació correspon a l’arxiu principal de l’aplicació que 
conté la classe CSimulacionApp. 
 
#include "stdafx.h" 
#include "simulacion.h" 
#include "MainFrm.h" 
#include "simulacionDoc.h" 
#include "simulacionView.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionApp 
 
BEGIN_MESSAGE_MAP(CSimulacionApp, CWinApp) 
 //{{AFX_MSG_MAP(CSimulacionApp) 
  // ClassWizard will add and remove mapping macros here. 
  //    DO NOT EDIT what you see in these blocks
 //}}AFX_MSG_MAP 
 // Standard file based document commands 
 ON_COMMAND(ID_FILE_NEW, CWinApp::OnFileNew) 
 ON_COMMAND(ID_FILE_OPEN, CWinApp::OnFileOpen) 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionApp construction 
 
CSimulacionApp::CSimulacionApp() 
{ 
 // TODO: add construction code here, 
 // Place all significant initialization in InitInstance 
} 
 
///////////////////////////////////////////////////////////////////////////// 
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// The one and only CSimulacionApp object 
 
CSimulacionApp theApp; 
 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionApp initialization 
 
BOOL CSimulacionApp::InitInstance() 
{ 
 // Standard initialization 
 // If you are not using these features and wish to reduce the size 
 //  of your final executable, you should remove from the following 
 //  the specific initialization routines you do not need. 
 
#ifdef _AFXDLL 
 Enable3dControls();   // Call in a shared DLL 
#else 
 Enable3dControlsStatic(); // Call this when linking to MFC statically 
#endif 
 
 // Change the registry key under which our settings are stored. 
 // TODO: You should modify this string to be something appropriate 
 // such as the name of your company or organization. 
 SetRegistryKey(_T("Local AppWizard-Generated Applications")); 
 
 LoadStdProfileSettings();  // Load standard INI file options 
 // Register the application's document templates.  Document templates 
 //  serve as the connection between documents, frame windows & views 
 
 CSingleDocTemplate* pDocTemplate; 
 pDocTemplate = new CSingleDocTemplate( 
  IDR_MAINFRAME, 
  RUNTIME_CLASS(CSimulacionDoc), 
  RUNTIME_CLASS(CMainFrame),       // main SDI frame window 
  RUNTIME_CLASS(CSimulacionView)); 
 AddDocTemplate(pDocTemplate); 
 
 // Parse command line for standard shell commands, DDE, file open 
 CCommandLineInfo cmdInfo; 
 ParseCommandLine(cmdInfo); 
 
 // Dispatch commands specified on the command line 
 if (!ProcessShellCommand(cmdInfo)) 
  return FALSE; 
 
 // The one and only window has been initialized, so show and update it. 
 m_pMainWnd->ShowWindow(SW_SHOW); 
 m_pMainWnd->UpdateWindow(); 
 
 return TRUE; 
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} 
 
SimulacionDoc.cpp 
 
El codi que es mostra a continuació implementa la classe CSimulacionDoc. 
 
#include "stdafx.h" 
#include "simulacion.h" 
#include "simulacionDoc.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionDoc 
 
IMPLEMENT_DYNCREATE(CSimulacionDoc, CDocument) 
 
BEGIN_MESSAGE_MAP(CSimulacionDoc, CDocument) 
 //{{AFX_MSG_MAP(CSimulacionDoc) 
  // ClassWizard will add and remove mapping macros here. 
  //    DO NOT EDIT what you see in these blocks
 //}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionDoc construction/destruction 
 
CSimulacionDoc::CSimulacionDoc() 
{ 
 // TODO: add one-time construction code here 
} 
 
CSimulacionDoc::~CSimulacionDoc() 
{ 
} 
 
BOOL CSimulacionDoc::OnNewDocument() 
{ 
 if (!CDocument::OnNewDocument()) 
  return FALSE; 
 
 // TODO: add reinitialization code here 
 // (SDI documents will reuse this document) 
 
 return TRUE; 
} 
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///////////////////////////////////////////////////////////////////////////// 
// CSimulacionDoc seriali zation 
 
void CSimulacionDoc::Serialize(CArchive& ar) 
{ 
 if (ar.IsStoring()) 
 { 
  // TODO: add storing code here 
 } 
 else 
 { 
  // TODO: add loading code here 
 } 
} 
 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionDoc diagnostics 
 
#ifdef _DEBUG 
void CSimulacionDoc::AssertValid() const 
{ 
 CDocument::AssertValid(); 
} 
 
void CSimulacionDoc::Dump(CDumpContext& dc) const 
{ 
 CDocument::Dump(dc); 
} 
#endif //_DEBUG 
 
 
5.3.5. SimulacionView.cpp 
 
És l’arxiu que governa la simulació, així com les seves característiques i 
funcionament.  Com es pot apreciar a continuació, implementa la classe 
CSimulacionView. 
 
#include "stdafx.h" 
#include "simulacion.h" 
#include "simulacionDoc.h" 
#include "simulacionView.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
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// CSimulacionView 
CEquacions malla; 
IMPLEMENT_DYNCREATE(CSimulacionView, CView) 
 
BEGIN_MESSAGE_MAP(CSimulacionView, CView) 
 //{{AFX_MSG_MAP(CSimulacionView) 
 ON_WM_TIMER() 
 ON_COMMAND(ID_INICIARSIMULACIN, OnIniciarSimulacion) 
 ON_COMMAND(ID_PARARSIMULACIN, OnPararSimulacion) 
 ON_COMMAND(ID_INTRODUCIRINTRVALO, OnIntroducirIntervalo) 
 //}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionView construction/destruction 
 
CSimulacionView::CSimulacionView() 
{ 
ciclo =0; 
intervalo =100; 
} 
 
CSimulacionView::~CSimulacionView() 
{ 
} 
 
BOOL CSimulacionView::PreCreateWindow(CREATESTRUCT& cs) 
{ 
  
 return CView::PreCreateWindow(cs); 
} 
 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionView drawing 
 
void CSimulacionView::OnDraw(CDC* pDC) 
{ 
 int i, j; 
  
 malla.inicialitza_sistema(); 
 malla.inicialitzar_matriu_orientacio(); 
 malla.insertar_particules(); 
 malla.actualitza_orientacio_fixe(); 
 
//Aqui canvio les dimensions de la matriu 
 set_num_filas (M,M,float(0.2),float(0.2)); 
 
 for ( i = 0 ; i < M  ; i++) 
  for (j=0; j<M ; j++) 
  imprimir_casilla (pDC,i,j,malla.dona_color_estat(i,j));    
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// O dona_color_orientacio, segons el que es vulgui visualitzar 
} 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionView diagnostics 
 
#ifdef _DEBUG 
void CSimulacionView::AssertValid() const 
{ 
 CView::AssertValid(); 
} 
 
void CSimulacionView::Dump(CDumpContext& dc) const 
{ 
 CView::Dump(dc); 
} 
 
CSimulacionDoc* CSimulacionView::GetDocument() // non-debug version is 
inline 
{ 
 ASSERT(m_pDocument- 
      >IsKindOf(RUNTIME_CLASS(CSimulacionDoc))); 
 return (CSimulacionDoc*)m_pDocument; 
} 
#endif //_DEBUG 
 
///////////////////////////////////////////////////////////////////////////// 
// CSimulacionView message handlers 
 
//IMPRESIÓ DE LES SIMULACIONS  
 
void CSimulacionView::imprimir_casilla(CDC* pDC,int fila, int columna, int 
calor) 
{ 
 CBrush brush (RGB(calor,55,45)); 
 
CRect casilla; 
 
 casilla.left = long (columna*ratio_columnas)+margen_izq; 
 casilla.right = long((columna+1)*ratio_columnas )+margen_izq; 
 
 casilla.top  = long(fila*ratio_filas); 
 casilla.bottom = long ((fila+1)*ratio_filas); 
 
  pDC->FillRect (&casilla ,&brush); 
 
 CString cad; 
 cad.Format ("CICLE = %d",ciclo); 
 pDC->TextOut ( 10,10 ,cad); 
} 
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void CSimulacionView::set_num_filas (int filas,int columnas,float m_izq , float 
m_inf) 
{ 
CRect rect_pantalla; 
 
 max_filas  = filas; 
 max_columnas = columnas ; 
 
 GetClientRect( &rect_pantalla ); 
 
 margen_izq  = long(rect_pantalla.right*m_izq); 
 margen_inf  = long(rect_pantalla.bottom*m_inf); 
 
 ratio_columnas = ((float)rect_pantalla.right * (1- 
    m_izq))/(float)max_columnas; 
 ratio_filas  = ((float)rect_pantalla.bottom * (1-m_inf))  
     /(float)max_filas; 
} 
 
void CSimulacionView::OnTimer(UINT nIDEvent)  
{ 
 int i; 
 ciclo ++ ; 
 for (i=0;i<1000; i++) 
 { 
  malla.calcul_nou_instant(); 
   malla.evolucio_orientacio(); 
 } 
 malla.insertar_particules_externes(); 
 Invalidate(); 
  
 CView::OnTimer(nIDEvent); 
} 
 
void CSimulacionView::OnIniciarSimulacion()  
{ 
 SetTimer (0,intervalo,0); 
} 
 
void CSimulacionView::OnPararSimulacion()  
{ 
 KillTimer (0); 
} 
 
void CSimulacionView::OnIntroducirIntervalo()  
{ 
CDialogoIntervalo dialogo; 
 
 dialogo.DoModal (); 
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 intervalo = dialogo.DevolverIntervalo(); 
} 
 
5.3.6. StdAfx.cpp 
 
Aquest fitxer tan sols serveix de crida a l’arxiu StaAfx.h, anteriorment ja descrit. 
 
#include "stdafx.h" 
 
