, that is, systems with discrete state space and piecewise constant input-output trajectories. Many of the DEDS paradigms ignore the occurrence times of the events, leading to the so-called logical DEDS models. These models are used to solve problems in which only the order of the events must be considered.
In recent years, the number of artificial systems that can be represented as DEDS has grown dramatically. Due to their complex characteristics, the simulation models should be able to record timing information.
We need methodologies to specify timed models, which represent the occurrence dates of the events in the system. The DEVS formalism, proposed in [1] , allows this kind of specification. In this paradigm, the model's timing is described as a lifetime for each state value.
In digital circuit modeling, some constructions define delays that can be associated with functional components [2] . This approach allows the modelers to describe complex timing behavior without knowing the simulation mechanism of the delays. The The present work deals with the modelling and simulation of cellular models. These systems are usually described using Cellular Automata [3] , that is, n-dimensional infinite lattices of discrete-time cells.
Each cell uses discrete values that change according to a local function. This is computed using the present value of the cell and a finite set of neighbors. The use of such a discrete time base poses constraints in the precision and execution performance of these models; to achieve better timing precision, the processor is overloaded.
DEVS, a discrete event paradigm, avoids these problems. It also allows modular description of the model's behavior, which is encapsulated in the model definition. Every interaction is done through input/output ports related with functions that are local to the model. The quantitative complexity is attacked using a hierarchical approach. This means that a model can be subdivided into models of lower levels of abstraction. Likewise, different models can be integrated into higherlevel ones, leading to productivity improvements.
Timed Cell-DEVS [4, 5] integrates these points of view. Cellular models can be easily built, improving their execution speed and precision by using a discrete event paradigm. Their timing definition is enhanced using delay functions. Different delays can be specified, and this can be done in a simple fashion, besides the quantitative and qualitative complexity of the manipulated models.
Background
As stated in the previous section, the use [11] ). The local computing functions are described using a specification Figure 8(b) . Figure 10 .
The second rule reflects the movements shown in Figure 11 .
Formal Specification of the Models
In this section, the Cell-DEVS models presented in the previous section will be formally specified. 
Implementation Models for DEVS-Cells
Cell-DEVS modelling is independent of the simulation technique used. This assertion was confirmed by implementing two different simulators (and defining a parallel version of both, which is still not implemented). Recalling the specification of Figure 9 , the only valid rule for these cells is the fourth of the second sentence.
Therefore, the state value will remain in 0 and the new external events are not generated. Then, a message < done, C ( i, j ), 00 > will be generated for each of these cells and transmitted to the C coordinator.
Instead, for the cell (1,10) the first rule of the first sentence is valid. <(1,10), 12>, <(1,10), 12>, <(1,8) 12 , 1 >, which will be transmitted to the flat coordinator A. This coordinator will insert it into the Next-Events queue, to be treated in the future.
Development Experiences
The CD++ [12] was built using the formal specifications of Cell-DEVS models. The cell's behavior is described using a specification language based in the one presented in Section 3. As previously stated, only the size for the cell's space, the delays, the borders, and the cell's neighborhood parameters must be defined.
Also, the definition of the model's rules and the construction of the input/output lists must be defined.
With these basic parameters, the tool builds the cellular models and simulates them.
A wide variety of cellular models were developed using this approach. The tool and the simulation results for these models can be found at http:// www.sce.carleton.ca/faculty/wainer/celldevs/ homepage.html. Some of these models include the following :
Physical Figure 19 shows the definition of each of the parameters for these Cell-DEVS model, defined with the specification language. The examples were simulated by using the hierarchical and flat approaches. Figure 20 shows the results of executing the Life game using both approaches. In every case more than 75% of cells were active initially. They have increased the number of cells in the space.
The second test used a fixed size for the space (2,500 cells), and the length of the simulation was changed.
The results in the remaining models were similar. For instance, Figure 21 shows introduced by the tool (using flat models) against the execution time of synchronous and asynchronous cellular automata (that is, using a discrete or continuous time base). The results in the Figure 24 show that the tool introduces at most a 20% of overhead in average against a standard CA.
A main goal when Cell-DEVS was defined was to reduce the development times for the simulations. 
