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ABSTRACT
With the increasing popularity of Android smart phones in recent
years, the number of Android malware is growing rapidly. Due to
its great threat and damage to mobile phone users, Android mal-
ware detection has become increasingly important in cyber security.
Traditional methods like signature-based ones cannot protect users
from the ever increasing sophistication and rapid behavior changes
of new types of Android malware. Therefore, lots of recent efforts
have been made to use machine learning to characterize and dis-
cover the malicious behavior patterns of mobile apps for malware
detection. In this paper, we propose a novel and highly reliable
machine learning algorithm for Android Malware detection based
on the use of Factorization Machine and the extensive study of
Android app features. We first extract 7 types of features that are
highly relevant to malware detection from the manifest file and
source code of each mobile app, including Application Program-
ming Interface (API) calls, permissions, etc. We have observed that
the numerical feature representation of an app usually forms a long
and highly sparse vector, and that the interactions among different
features are critical to revealing some malicious behavior patterns.
Based on these observations, we propose to use factorization ma-
chine, which fit the problem the best, as a supervised classifier for
malware detection. According to extensive performance evaluation,
our proposed method achieved a test result of 99.01% detection
rate with a false positive rate of 0.09%on the DREBIN dataset and
99.2% detection rate with only 0.93% false positive rate on the AMD
dataset, significantly outperformed a number of state-of-the-art
machine-learning-based Android malware detection methods as
well as commercial antivirus engines.
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1 INTRODUCTION
In recent years, we have witnessed the explosive growth of smart-
phone usage after global sales surpassed the sales of basic mobile
phones (or feature phones) in early 2013 [28]. Nowadays, smart-
phones are used everywhere in our daily life, e.g., for online shop-
ping, mobile games, online banking, personal heath care, and even
as remote controllers. According to a survey on global mobile OS
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market shares [35], Android is the visibly dominant mobile oper-
ating system with a 87.7% market share as of the second quarter
of 2017. Android is now powering not only smartphones but also
tablets, TVs, wearable devices and even IoT with Android Things.
The rapid growth of smartphone usage and the huge market share
of the Android OS have not only brought about the opportunities
for mobile application development, but also the challenges needed
to defend devices from Android-targeting malware. According to
Kaspersky’s Mobile Malware Evolution 2016 Report [37], the num-
ber of malicious installation packages amounted to 8, 526, 221 in
2016—almost three times more than that in 2015. Also, the distribu-
tion of malware through Google Play and other online app stores
is growing.
To win the battle and protect mobile phone users, a number of
anti-virus companies (e.g., Norton, McAfee, Symantec, Kingsoft)
provide software products as a major defence against these kinds
of threats. These products typically use a signature-based method
to recognize threats. For example, [38] proposed a signature-based
malware detection method that is well suited for mobile devices. In
this method, a unique signature is generated for each known type of
malware, and detection involves searching for a signature match for
a given application. However, this can be easily evaded by attackers.
Example counter-methods involve changing signatures using code
obfuscation or repackaging. Due to an increasing number of mal-
ware installations and the rapidly changing malware patterns, it is
necessary to develop more advanced detection methods in order
to protect end users. To overcome this issue, the heuristic-based
method was introduced since the late 1990s. This method is based
on explicit expert rules that distinguish malware. However, these
rules are prone to expert bias and have a hard time keeping pace
with the speed of malware evolution.
In recent years, there has been an increasing trend of developing
automatic and intelligent malware detection methods, using ma-
chine learning to overcome the challenges mentioned above. These
techniques are capable of discovering certain patterns to detect
previously unseen malware samples and identifying the malware
families of malicious samples. These systems can be classified into
two categories: dynamic analysis and static analysis. Dynamic anal-
ysis [9, 36, 42] involves accumulating information regarding API
calls, environmental variables and data transmission during the
execution of an application. For example, DroidDophin [42] uses
DroidBox and APE to record 13 activity features. Another example
is CopperDroid [36], which is a dynamic analysis system based on
Virtual Machine Introspection (VMI) that extracts operating system
interactions and process communication as features, in which both
intra-process and inter-process communications are considered.
Dynamic analysis is known to give precise predictions with low
false positive rates. However, one drawback of dynamic analysis is
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that it can only detect malicious behavior if the corresponding code
is executed. Therefore, the coverage of code for dynamic analysis
is important: if the execution path is not well-designed to cover all
the possible paths that may trigger malicious behavior, the analysis
will result in a high false negative rate. Furthermore, dynamic anal-
ysis may have a low time efficiency and a long execution time if
the paths that are not related to triggering malicious behavior are
included and executed.
Static analysis on the other hand has two phases: feature extrac-
tion and classification. In the first phase, various features such as
API calls and binary strings are extracted from an original file sam-
ple. In the second phase, machine learning is used to automatically
categorize the file sample into several classes based on a vectorized
feature representation of the file. Various machine-learning-based
malware detection methods could differ in both phases. For exam-
ple, DroidMat [41] performs static analysis on the manifest file
and source code of an Android app to extract multiple features,
including permissions, hardware resources and API calls. It then
uses k-means clustering and k-NN classification to detect malware.
DREBIN [4] extracts similar features from the manifest file and
source code of an app before using a support vector machine (SVM)
for malware classification based on one-hot encoded feature vec-
tors.
Some recent work also tried to combine dynamic and static
analysis [13, 16, 22, 40]. For example, [16, 22] use dynamic analysis
to prune the false positives from the static analysis. But sometimes
doing so may increase the number of false positives if a particular
path is not executed during the dynamic analysis phase [40]. On
the other hand, IntelliDroid [40] and LeakSemantic [13] use static
analysis to guide dynamic analysis. IntelliDroid uses static analysis
to extract execution paths that have high chances of triggering
malicious behavior, e.g., location leakage through networks, and
then injects the extracted paths into the dynamic analysis stage,
allowing the application to only execute those chosen paths. It then
monitors the application’s behavior during execution. As a result,
IntelliDroid can improve time efficiency without damaging code
coverage. LeakSemantic [13], which is similar to IntelliDroid, only
focuses on monitoring sensitive network transmissions.
In this paper, we argue that a successful Android malware detec-
tion solution critically depends on an effective yet concise feature
representation, as well as a classifier that is able to model the in-
teractions among features for malicious behavior discovery. We
present a carefully crafted feature extraction procedure that covers
all critical features. After feature encoding, we will obtain a long
and highly sparse vector representation for each app. In order to
handle feature sparsity as well as to model feature interactions
in an efficient and effective manner, we propose to apply factor-
ization machine (FM) as the final classifier for malware detection.
Specifically, the highlights of our contributions are summarized as
follows:
(1) Effective feature representation. We extract 7 types of
features from Android manifest file and source code, includ-
ing app components, permissions, intent filter, restricted
APIs, suspicious APIs and used permissions. Compared to
existing works (e.g., DREBIN [4]), our extracted features are
simpler and effective, yet without redundancy (e.g. URLs).
(2) A factorization-machine-basedmodel. Based on two ob-
servations of the feature representation of a given applica-
tion, we propose a factorization-machine-based approach
for malware detection. Different from the classifiers used in
previous work, e.g., SVM, Naive Bayes, etc., Factorization
machine can not only model the interactions across features,
but is also able to handle the sparsity of vector represen-
tations. To the best of our knowledge, this is the first time
that factorization machine is applied to Android malware
detection after a careful feature extraction procedure.
(3) Boostingmalware detectionperformance.We evaluated
our model on two typical malware datasets: the DREBIN
dataset [4], involving 5, 560 malware samples and the An-
droid Malware Dataset (AMD) [39], involving 24, 000 mal-
ware samples. On the DREBIN dataset, we achieved a test
result of 99.01% detection rate with a 0.09% false positives.
For the AMD dataset, a detection rate of 99.2% was achieved
with a 0.93% false positive rate. These results outperform
all state-of-the-art methods for Android malware detection
using machine learning as well as most of the existing Anti-
Virus engines on VirusTotal.
(4) Malware family identification. We also evaluated our
model’s performance onmalware family identification, which
is an important task for malware attribution. For this task,
our model is trained to identify a certain malware family
among samples from other families as well as clean files. We
achieved an average detection accuracy of 99.04% with an
average false positive rate of 0.187% for 6 malware families
from the DREBIN dataset. On the AMD dataset, our method
managed to achieve an average detection rate of 98.94%with
a 0.095% false positive rate.
The remainder of this paper is organized as follows. We first
introduce the background of the Android system and describe our
malware detection system and feature sets in detail in Sec. 2. Details
about the proposed machine learningmodels and the motivations to
use factorization machine are given in Sec. 3. Experimental results
regarding malware detection performance, running time evaluation,
as well as malware family detection performance are presented in
Sec. 4. Sec. 5 discusses the related works, while the limitations of
our current system are discussed in Sec. 6. Finally, we conclude the
paper in Sec. 7.
2 BACKGROUND AND SYSTEM OVERVIEW
In this section we will first introduce some background information
for the Android system and Android application files (apk files). In
the second half we briefly introduce the architecture of our malware
detection system.
2.1 Background
Android applications are written in Java and executed within a
custom Java Virtual Machine (JVM), and each application package
is contained in a jar file with the extension of apk. Android applica-
tions consist of many components of differing types, which are the
essential building blocks of the application. Each component has
an entry point through which the system or a user can enter the
application and applications interact via components. Therefore,
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it is critical to analyze the component APIs for security concerns.
There are four fundamental building blocks of applications on the
Android platform.
(1) Activities serve as the entry point for a user’s interaction
with an app, and are also central to how a user navigates
within an app or between apps.
(2) Services are components that can perform long-running
operations in the background without providing a user in-
terface. A service can be started by other application com-
ponents and will continue to run in the background even if
the user switches to another application. In addition, com-
ponents can be bound to services to interact with them, and
even perform inter-process communication (IPC). For exam-
ple, services can handle network transactions, play music,
perform file I/O, or interact with content providers, all of
which can occur in the background.
(3) Broadcast receivers Android apps can send and receive
broadcast messages from the Android system and other An-
droid apps. These broadcasts are sent when an event of inter-
est occurs. For example, the Android system sends broadcasts
when various system events occur, such as when the sys-
tem boots up or the device starts charging. Apps can also
send custom broadcasts, for example, to notify other apps
of something that they might be interested in, such as the
completion of a download.
Apps can subscribe to receive specific broadcasts. When a
broadcast is sent, the system automatically routes broadcasts
to apps that have subscribed to receive that particular type
of broadcast. Generally speaking, broadcasts can be used as
a messaging system across apps and outside of the normal
user flow
(4) Content providers are components that are used to man-
age access to structured data sets, encapsulate data and
provide mechanisms for defining data security. A content
provider is a standard interface for connecting data in one
process to code running in another process.
All components must be declared in the application manifest
file before it can actually be used. Communications between differ-
ent components are through intents and intent filters. Intents are
messaging objects that can be used to request actions from other
application components. An intent filter is an expression declared
in the application manifest file that specifies the intent type that
the component will receive.
2.2 System overview
Our malware detection system consists of four parts: Unpacking
and Decompile, Feature Extraction, Encoding, and Prediction - all
shown below in Fig 1. By the end of this section, we will have a
detailed introduction for each part.
2.2.1 Unpacking and Decompiling. The original data we recieve
for each application is an Android apk file. Each apk file is actually
a zipped file that consists of the application source code, resources,
assets, and manifest file. The application source code is encoded as
dex files (i.e., Dalvik Executable Files) that can be interpreted by the
Dalvik VM. The manifest file consists of a number of declarations
and specifications. Finally, other resources may contain images,
HTML files, etc.. Unfortunately, the dex files, as executable code,
are hard to understand and therefore need to be converted into
readable formats such as smali code or even Java code. Smali code is
an intermediate form decompiled from the dex files. The takeaway
is that, after unzipping the apk file we still need to decompile dex
code before we can continue to feature extraction.
There are some popular tools available for decompiling dex code
such as APKTool [7] or baksmali [6]), which can unpack the apk
file and decompile the dex files to smali code. In our system, we
use aapt, which is a Android SDK tool, to extract manifest file
information into a readable text file, and use APKtool to convert the
classes.dex file into smali code. After this step, we obtain readable
source code and the manifest file AndroidManifest.txt for each
Android app, based on that representative features will be extracted.
2.2.2 Feature extraction. Feature engineering is the most impor-
tant part for training a machine learning model. The upper bound
of the performance of the model is directly depend on the used
features. Through study of the Android system and tons of previous
work, we finally decided to extract 7 kind of features from both the
source code and manifest file. From the manifest file we extract the
following four types of features:
(1) App components: As we know, an app contains several
components of four types: activities, services, content
providers and broadcast receivers. Those components,
declared in the manifest file, define different user interfaces
and interfaces to the Android system. The names of these
components are collected to help identifying variants of well-
known malware, for example the DroidKungFu family share
the name of particular services [4].
(2) Hardware features: If an application wants to request ac-
cess to the hardware components of the device, such as its
camera, GPS or sensors, then those features must be declared
in themanifest file. Requesting certain hardware components
may have security implications, For example, requesting of
GPS and network modules may be a sign of location leakage.
(3) Permissions: Android system use a permission mechanism
to protect the privacy of users. An app must request per-
mission to access sensitive data (e.g. SMS), system features
(e.g. camera) and restricted APIs. Note that the permission
system is one of the most important security mechanism in
Android. Many operations need specific permissions to be
executed and these permissions are granted by users upon
installation. Malware usually tends to request a special set of
permissions. Similar ideas also apply to hardware resources.
(4) Intent filter: Intent filters declared within the declaration
of components in the manifest file are import tools for inter-
component and inter-application communication. Intent fil-
ters define a special entry point for a component as well
as the application. Intent filters can be used for eavesdrop-
ping specific intents. Malware is sensitive to a special set of
system events. Thus, intent filters can be hints.
Furthermore, We also extract another three types of features
from the decompiled application source code (e.g., smali code):
(1) Restricted APIs: In the Android system, some special APIs
related to sensitive data access are protected by permissions.
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Figure 1: System architecture of our Malware detection model.
If an app calls these APIs without requesting corresponding
permissions, it may be a sign of root exploits.
(2) Suspicious APIs: We should be aware of a special set of
APIs that can lead to malicious behavior without requesting
permissions. For example, cryptography functions in the
Java library and some math functions need no permission to
be used. However, these functions can be used by malware
for code obfuscation. Thus, attention should be paid to the
unusual usage of these functions. We will mark these types
of functions as suspicious APIs, following in the footsteps of
Drebin [4].
(3) Used permissions: We first extract all API calls from the
app source code, and use this to build a set of permissions
that are actually used in the app by looking up a predefined
dictionary that links an API to its required permission(s).
2.2.3 Encoding. As seen in the previous section, all of the fea-
tures are with string values, so we need to encode them before they
can be fed into a classifier. Here we use an N -dimensional indicator
to encode each application into a feature representation, where N
is the feature dimension. To be specific, suppose all the extracted
features form a feature set S with size |S |, then each app will be
represented as a |S |-dimensional indicator, where each dimension
is either 1 or 0 indicating whether the corresponding feature ap-
pears in the app. There are two things need to be noticed. First, the
feature set size |S | is often very large and grows as the dataset size
become larger. Second, the number of features extracted for each
app is relatively very small compared with the feature dimension,
so we would often get a large, highly sparse vector representation
for each app. We will further discuss this in the next section.
To show the effectiveness of our feature representation in dis-
tinguishing malware and clean files, we further apply t-SNE [27]
algorithm on 2, 000 already encoded samples from the DREBIN
dataset (1, 000) and clean dataset (1, 000) for visualization. The re-
sult is shown in Fig 2, it is not hard to tell that all the samples
are nicely spaced apart and grouped together with their respective
labels.
2.2.4 Classification. After encoding, we would get a vector rep-
resentation of each application, based on which we can then ap-
ply machine learning algorithms for automatic malware detection.
There are several learning algorithms that can be used for classifica-
tion, for examples, DREBIN [4] uses support vector machine (SVM),
−20 −10 0 10 20
−20
−10
0
10
20
t-SNE view of feature representation
malware
clean
Figure 2: t-SNE view of 2, 000 samples from DREBIN dataset
(1, 000) and clean file dataset (1, 000). All these samples have
been encoded as a highly sparse vector and then t-SNE algo-
rithm is applied for dimension reduction and visualization.
[34] uses one-class SVMwith kernels and as general classifier. Deep
neural networks are also widely used in malware detection [44, 45].
In this paper, instead of randomly choosing a general classifier to
get a good prediction model by tuning the parameters, we first
make observations on the vector representations of Android ap-
plication and then choose the factorization machine model that
fits our problem the best. Notice that FM model can also be used
for malware family identification. Details are presented in the next
section.
3 FACTORIZATION MACHINE FOR
MALWARE DETECTION
At the core of our malware detection scheme is classification. Gen-
erally, a classification problem in machine learning is to infer a
function h : Rn → R for all possible x ∈ Rn to predict how much it
belongs to a class, e.g., the malware class in this paper. To find such
a function, we are given a set of samples, each of which has been
marked as a “malicious” or “benign”. This initial dataset is used to
teach the machine.
After proper pre-processing has been performed on each An-
droid application file, it is then converted into a feature vector x in
accordance with Sec. 2. In this section, we introduce the modeling
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A = {SEND_SMS, BIND_ADMIN, BLUETOOTH}
B = {SEND_SMS, CHANGE_WIFI_STATE, NFC}+)
S = {SEND_SMS, BIND_ADMIN, BLUETOOTH, CHANGE_WIFI_STATE, NFC}
Figure 3: One-hot encoding for string features. Here we use
different color blocks to represent different feature values
in permission set, and the block with color will be encoded
as 1 and the white block will be encoded as 0.
of malware detection based on factorization machine [32]. This
machine has demonstrated high efficiency in learning high-order
interaction representation between sparse features with numerous
applications in various fields.
3.1 Feature representation and first-order
classifiers
We begin our modeling from feature representation in Android
malware detection. Suppose we have two applications A and B, and
each requests three permissions as illustrated in Fig. 3. As there are
five unique permissions requested by A and B, we can then create
a vector xA, xB ∈ {0, 1}5 such that each entry represents exactly
one permission, e.g., the first entry as a blue block represents the
permission SEND_MSG and the second entry represents the permis-
sion BIND_ADMIN. As a result, we can write xA = (1, 1, 1, 0, 0) and
xB = (1, 0, 0, 1, 1). It is straightforward to extend this idea to all
kinds of extracted features as discussed in Sec. 2. The formal name
for this scheme in literature is one-hot encoding.
There are some popular models for a scalable and stable solution
of classification. One popular solution is support vector machine
(SVM), which attempts to find a hyperplane that separates malware
samples from benign ones with a maximal margin. A maximal
margin solution usually performs better in many machine learning
tasks, so SVM has been widely applied in many fields in addition to
Android malware detection [4]. More specifically, an SVM model
attempts to find a line such that
h(x) =
n∑
i=1
wixi +w0,
wherewi , i = 0, 1, . . . ,n are trainable parameters such that it can
maximize the margin. To predict the probability of whether a given
x is a malware, we can further use a sigmoid function to calculate
such value:
yˆ(x) := σ (h(x)) = 11 + exp(−h(x)) . (1)
Here we denote yˆ(x) (or yˆ for short) as the estimated probability
of being a malware. Given a set of samples D = {(x,y)}, the op-
timal coefficients of wi can be obtained by solving the following
optimization problem:
min
w
1
2 ∥w∥
2
s.t. y · h(x) ≥ 1, ∀(x,y) ∈ D,
(2)
x
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Figure 4: SVM classifier leads to maximal margin solutions.
Here ℓA leads to a larger margin than ℓB and is believed to
be a better classifier.
where ∥ · ∥ denotes the ℓ2 vector norm, and y is the sample label, if
a sample is malware then y = 1, otherwise y = 0.
However, these models are not suitable for Android malware
detection for two reasons. Firstly, the feature vectors from one-hot
encoding are highly sparse. For example, samples in the benchmark
dataset DREBIN [4] will be encoded into vectors with 93, 324 entries,
in which only 73 nonzero elements are found in average. Secondly,
these models only exploit the first-order features, they do not take
interactions among entries into account. To make matters worse,
the severity of these problems is amplified in Android malware
detection because the high sparsity of features implies that each
feature vector can provide little information for classification should
a model only exploits the information from nonzero values.
3.2 Second-order feature crossing and
factorization machine
To overcome these issues, we attempted to incorporate feature inter-
actions. Let us take some toy examples to see how the relationship
between two features can facilitate prediction. If an application
requests the GPS hardware feature as well as network modules
permission, it is likely that this application may attempt to send
geo-location information to a command & control server, there-
fore it is more prone to perform malicious behaviors. Another
example is that some malware samples like BaseBridge can collect
personal/device information and send it elsewhere via SMS mes-
sages. They will request two permissions, READ_PHONE_STATE and
SEND_SMS, and this behavior is hardly seen in benign examples.
A natural method for learning interactions of different features
is through basis expansion or feature-crossing:
h(x) = w0 +
n∑
i=1
wixi +
n∑
i=1
n∑
j=i+1
Wi jxix j . (3)
By assigning a weightWi, j for each pair of xi and x j , we have the
easiest way to capture pairwise interactions. However, it is not
efficient here due to the large number of parameters: this model has
n(n − 1)/2 free parameters. In the DREBIN dataset, for example, the
input vector has a length of 93, 324 but the number of nonzero en-
tries is about 73 on average. In this case, full feature crossing likeW
would necessitate four billion weights. This brings heavy burdens
on the training process since the model becomes too complicated
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<latexit sha1_base6 4="VtBqSkyIdv9dbeIaUqxfupBETu0=">AAAB6 XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lUUC9S8OK xorGFNpTNdtsu3WzC7kQsoT/BiwcVr/4jb/4bt 20O2vpg4PHeDDPzwkQKg6777RSWlldW14rrpY 3Nre2d8u7eg4lTzbjPYhnrZkgNl0JxHwVK3kw0 p1EoeSMcXk/8xiPXRsTqHkcJDyLaV6InGEUr3T 11Tjvlilt1pyCLxMtJBXLUO+WvdjdmacQVMkmN aXlugkFGNQom+bjUTg1PKBvSPm9ZqmjETZBNTx 2TI6t0SS/WthSSqfp7IqORMaMotJ0RxYGZ9yb if14rxd5FkAmVpMgVmy3qpZJgTCZ/k67QnKEcW UKZFvZWwgZUU4Y2nZINwZt/eZH4J9XLqnd7Vql d5WkU4QAO4Rg8OIca3EAdfGDQh2d4hTdHOi/Ou /Mxay04+cw+/IHz+QN7R41y</latexit><latexit sha1_base6 4="VtBqSkyIdv9dbeIaUqxfupBETu0=">AAAB6 XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lUUC9S8OK xorGFNpTNdtsu3WzC7kQsoT/BiwcVr/4jb/4bt 20O2vpg4PHeDDPzwkQKg6777RSWlldW14rrpY 3Nre2d8u7eg4lTzbjPYhnrZkgNl0JxHwVK3kw0 p1EoeSMcXk/8xiPXRsTqHkcJDyLaV6InGEUr3T 11Tjvlilt1pyCLxMtJBXLUO+WvdjdmacQVMkmN aXlugkFGNQom+bjUTg1PKBvSPm9ZqmjETZBNTx 2TI6t0SS/WthSSqfp7IqORMaMotJ0RxYGZ9yb if14rxd5FkAmVpMgVmy3qpZJgTCZ/k67QnKEcW UKZFvZWwgZUU4Y2nZINwZt/eZH4J9XLqnd7Vql d5WkU4QAO4Rg8OIca3EAdfGDQh2d4hTdHOi/Ou /Mxay04+cw+/IHz+QN7R41y</latexit><latexit sha1_base6 4="VtBqSkyIdv9dbeIaUqxfupBETu0=">AAAB6 XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lUUC9S8OK xorGFNpTNdtsu3WzC7kQsoT/BiwcVr/4jb/4bt 20O2vpg4PHeDDPzwkQKg6777RSWlldW14rrpY 3Nre2d8u7eg4lTzbjPYhnrZkgNl0JxHwVK3kw0 p1EoeSMcXk/8xiPXRsTqHkcJDyLaV6InGEUr3T 11Tjvlilt1pyCLxMtJBXLUO+WvdjdmacQVMkmN aXlugkFGNQom+bjUTg1PKBvSPm9ZqmjETZBNTx 2TI6t0SS/WthSSqfp7IqORMaMotJ0RxYGZ9yb if14rxd5FkAmVpMgVmy3qpZJgTCZ/k67QnKEcW UKZFvZWwgZUU4Y2nZINwZt/eZH4J9XLqnd7Vql d5WkU4QAO4Rg8OIca3EAdfGDQh2d4hTdHOi/Ou /Mxay04+cw+/IHz+QN7R41y</latexit><latexit sha1_base6 4="VtBqSkyIdv9dbeIaUqxfupBETu0=">AAAB6 XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lUUC9S8OK xorGFNpTNdtsu3WzC7kQsoT/BiwcVr/4jb/4bt 20O2vpg4PHeDDPzwkQKg6777RSWlldW14rrpY 3Nre2d8u7eg4lTzbjPYhnrZkgNl0JxHwVK3kw0 p1EoeSMcXk/8xiPXRsTqHkcJDyLaV6InGEUr3T 11Tjvlilt1pyCLxMtJBXLUO+WvdjdmacQVMkmN aXlugkFGNQom+bjUTg1PKBvSPm9ZqmjETZBNTx 2TI6t0SS/WthSSqfp7IqORMaMotJ0RxYGZ9yb if14rxd5FkAmVpMgVmy3qpZJgTCZ/k67QnKEcW UKZFvZWwgZUU4Y2nZINwZt/eZH4J9XLqnd7Vql d5WkU4QAO4Rg8OIca3EAdfGDQh2d4hTdHOi/Ou /Mxay04+cw+/IHz+QN7R41y</latexit>
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<latexit sha1_base64="LbweBUSZzb3BjXNu K7V2xREtjXY=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0mkoF6k4MVjRWMLbSib7bRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmhYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFUOfx SJWrZBqFFyib7gR2EoU0igU2AxH11O/+YhK81jem3GCQUQHkvc5o8ZKd0/dWrdccavuDGSZeDmpQ I5Gt/zV6cUsjVAaJqjWbc9NTJBRZTgTOCl1Uo0JZSM6wLalkkaog2x26oScWKVH+rGyJQ2Zqb8n MhppPY5C2xlRM9SL3lT8z2unpn8RZFwmqUHJ5ov6qSAmJtO/SY8rZEaMLaFMcXsrYUOqKDM2nZIN wVt8eZn4Z9XLqndbq9Sv8jSKcATHcAoenEMdbqABPjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AF8 yo1z</latexit><latexit sha1_base64="LbweBUSZzb3BjXNu K7V2xREtjXY=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0mkoF6k4MVjRWMLbSib7bRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmhYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFUOfx SJWrZBqFFyib7gR2EoU0igU2AxH11O/+YhK81jem3GCQUQHkvc5o8ZKd0/dWrdccavuDGSZeDmpQ I5Gt/zV6cUsjVAaJqjWbc9NTJBRZTgTOCl1Uo0JZSM6wLalkkaog2x26oScWKVH+rGyJQ2Zqb8n MhppPY5C2xlRM9SL3lT8z2unpn8RZFwmqUHJ5ov6qSAmJtO/SY8rZEaMLaFMcXsrYUOqKDM2nZIN wVt8eZn4Z9XLqndbq9Sv8jSKcATHcAoenEMdbqABPjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AF8 yo1z</latexit><latexit sha1_base64="LbweBUSZzb3BjXNu K7V2xREtjXY=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0mkoF6k4MVjRWMLbSib7bRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmhYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFUOfx SJWrZBqFFyib7gR2EoU0igU2AxH11O/+YhK81jem3GCQUQHkvc5o8ZKd0/dWrdccavuDGSZeDmpQ I5Gt/zV6cUsjVAaJqjWbc9NTJBRZTgTOCl1Uo0JZSM6wLalkkaog2x26oScWKVH+rGyJQ2Zqb8n MhppPY5C2xlRM9SL3lT8z2unpn8RZFwmqUHJ5ov6qSAmJtO/SY8rZEaMLaFMcXsrYUOqKDM2nZIN wVt8eZn4Z9XLqndbq9Sv8jSKcATHcAoenEMdbqABPjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AF8 yo1z</latexit><latexit sha1_base64="LbweBUSZzb3BjXNu K7V2xREtjXY=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0mkoF6k4MVjRWMLbSib7bRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmhYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFUOfx SJWrZBqFFyib7gR2EoU0igU2AxH11O/+YhK81jem3GCQUQHkvc5o8ZKd0/dWrdccavuDGSZeDmpQ I5Gt/zV6cUsjVAaJqjWbc9NTJBRZTgTOCl1Uo0JZSM6wLalkkaog2x26oScWKVH+rGyJQ2Zqb8n MhppPY5C2xlRM9SL3lT8z2unpn8RZFwmqUHJ5ov6qSAmJtO/SY8rZEaMLaFMcXsrYUOqKDM2nZIN wVt8eZn4Z9XLqndbq9Sv8jSKcATHcAoenEMdbqABPjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AF8 yo1z</latexit>
x5
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x9
<latexit sha1_base64="hbOGwTOC+VfyB0df nXQrvMdcTYQ=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lE0F6k4MVjRWsLbSib7aRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmBYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFcMmi 0Ws2gHVKLjEpuFGYDtRSKNAYCsYXU/91iMqzWN5b8YJ+hEdSB5yRo2V7p56tV654lbdGcgy8XJSg RyNXvmr249ZGqE0TFCtO56bGD+jynAmcFLqphoTykZ0gB1LJY1Q+9ns1Ak5sUqfhLGyJQ2Zqb8n MhppPY4C2xlRM9SL3lT8z+ukJrz0My6T1KBk80VhKoiJyfRv0ucKmRFjSyhT3N5K2JAqyoxNp2RD 8BZfXibNs2qt6t2eV+pXeRpFOIJjOAUPLqAON9CAJjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AGE WY14</latexit><latexit sha1_base64="hbOGwTOC+VfyB0df nXQrvMdcTYQ=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lE0F6k4MVjRWsLbSib7aRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmBYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFcMmi 0Ws2gHVKLjEpuFGYDtRSKNAYCsYXU/91iMqzWN5b8YJ+hEdSB5yRo2V7p56tV654lbdGcgy8XJSg RyNXvmr249ZGqE0TFCtO56bGD+jynAmcFLqphoTykZ0gB1LJY1Q+9ns1Ak5sUqfhLGyJQ2Zqb8n MhppPY4C2xlRM9SL3lT8z+ukJrz0My6T1KBk80VhKoiJyfRv0ucKmRFjSyhT3N5K2JAqyoxNp2RD 8BZfXibNs2qt6t2eV+pXeRpFOIJjOAUPLqAON9CAJjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AGE WY14</latexit><latexit sha1_base64="hbOGwTOC+VfyB0df nXQrvMdcTYQ=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lE0F6k4MVjRWsLbSib7aRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmBYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFcMmi 0Ws2gHVKLjEpuFGYDtRSKNAYCsYXU/91iMqzWN5b8YJ+hEdSB5yRo2V7p56tV654lbdGcgy8XJSg RyNXvmr249ZGqE0TFCtO56bGD+jynAmcFLqphoTykZ0gB1LJY1Q+9ns1Ak5sUqfhLGyJQ2Zqb8n MhppPY4C2xlRM9SL3lT8z+ukJrz0My6T1KBk80VhKoiJyfRv0ucKmRFjSyhT3N5K2JAqyoxNp2RD 8BZfXibNs2qt6t2eV+pXeRpFOIJjOAUPLqAON9CAJjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AGE WY14</latexit><latexit sha1_base64="hbOGwTOC+VfyB0df nXQrvMdcTYQ=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lE0F6k4MVjRWsLbSib7aRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmBYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFcMmi 0Ws2gHVKLjEpuFGYDtRSKNAYCsYXU/91iMqzWN5b8YJ+hEdSB5yRo2V7p56tV654lbdGcgy8XJSg RyNXvmr249ZGqE0TFCtO56bGD+jynAmcFLqphoTykZ0gB1LJY1Q+9ns1Ak5sUqfhLGyJQ2Zqb8n MhppPY4C2xlRM9SL3lT8z+ukJrz0My6T1KBk80VhKoiJyfRv0ucKmRFjSyhT3N5K2JAqyoxNp2RD 8BZfXibNs2qt6t2eV+pXeRpFOIJjOAUPLqAON9CAJjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AGE WY14</latexit>
x10
<latexit sha1_base64="O8pdAiVJGhj7hsQ8 FGeQL21VAlI=">AAAB7HicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEUC9S8OKxgmkLbSib7aZdu9kNux uxhP4HLx5UvPqDvPlv3LQ5aOuDgcd7M8zMCxPOtHHdb6e0srq2vlHerGxt7+zuVfcPWlqmilCfS C5VJ8Saciaob5jhtJMoiuOQ03Y4vsn99iNVmklxbyYJDWI8FCxiBBsrtZ76medO+9WaW3dnQMvEK 0gNCjT71a/eQJI0psIQjrXuem5iggwrwwin00ov1TTBZIyHtGupwDHVQTa7dopOrDJAkVS2hEEz 9fdEhmOtJ3FoO2NsRnrRy8X/vG5qossgYyJJDRVkvihKOTIS5a+jAVOUGD6xBBPF7K2IjLDCxNiA KjYEb/HlZeKf1a/q3t15rXFdpFGGIziGU/DgAhpwC03wgcADPMMrvDnSeXHenY95a8kpZg7hD5zP H6sajrY=</latexit><latexit sha1_base64="O8pdAiVJGhj7hsQ8 FGeQL21VAlI=">AAAB7HicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEUC9S8OKxgmkLbSib7aZdu9kNux uxhP4HLx5UvPqDvPlv3LQ5aOuDgcd7M8zMCxPOtHHdb6e0srq2vlHerGxt7+zuVfcPWlqmilCfS C5VJ8Saciaob5jhtJMoiuOQ03Y4vsn99iNVmklxbyYJDWI8FCxiBBsrtZ76medO+9WaW3dnQMvEK 0gNCjT71a/eQJI0psIQjrXuem5iggwrwwin00ov1TTBZIyHtGupwDHVQTa7dopOrDJAkVS2hEEz 9fdEhmOtJ3FoO2NsRnrRy8X/vG5qossgYyJJDRVkvihKOTIS5a+jAVOUGD6xBBPF7K2IjLDCxNiA KjYEb/HlZeKf1a/q3t15rXFdpFGGIziGU/DgAhpwC03wgcADPMMrvDnSeXHenY95a8kpZg7hD5zP H6sajrY=</latexit><latexit sha1_base64="O8pdAiVJGhj7hsQ8 FGeQL21VAlI=">AAAB7HicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEUC9S8OKxgmkLbSib7aZdu9kNux uxhP4HLx5UvPqDvPlv3LQ5aOuDgcd7M8zMCxPOtHHdb6e0srq2vlHerGxt7+zuVfcPWlqmilCfS C5VJ8Saciaob5jhtJMoiuOQ03Y4vsn99iNVmklxbyYJDWI8FCxiBBsrtZ76medO+9WaW3dnQMvEK 0gNCjT71a/eQJI0psIQjrXuem5iggwrwwin00ov1TTBZIyHtGupwDHVQTa7dopOrDJAkVS2hEEz 9fdEhmOtJ3FoO2NsRnrRy8X/vG5qossgYyJJDRVkvihKOTIS5a+jAVOUGD6xBBPF7K2IjLDCxNiA KjYEb/HlZeKf1a/q3t15rXFdpFGGIziGU/DgAhpwC03wgcADPMMrvDnSeXHenY95a8kpZg7hD5zP H6sajrY=</latexit><latexit sha1_base64="O8pdAiVJGhj7hsQ8 FGeQL21VAlI=">AAAB7HicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEUC9S8OKxgmkLbSib7aZdu9kNux uxhP4HLx5UvPqDvPlv3LQ5aOuDgcd7M8zMCxPOtHHdb6e0srq2vlHerGxt7+zuVfcPWlqmilCfS C5VJ8Saciaob5jhtJMoiuOQ03Y4vsn99iNVmklxbyYJDWI8FCxiBBsrtZ76medO+9WaW3dnQMvEK 0gNCjT71a/eQJI0psIQjrXuem5iggwrwwin00ov1TTBZIyHtGupwDHVQTa7dopOrDJAkVS2hEEz 9fdEhmOtJ3FoO2NsRnrRy8X/vG5qossgYyJJDRVkvihKOTIS5a+jAVOUGD6xBBPF7K2IjLDCxNiA KjYEb/HlZeKf1a/q3t15rXFdpFGGIziGU/DgAhpwC03wgcADPMMrvDnSeXHenY95a8kpZg7hD5zP H6sajrY=</latexit>
v2
<latexit sha1_base6 4="T60DwgH3k07BccSCPiV2D+GnOgE=">AAAB8 nicbVBNSwMxFHzrZ61fVY9egkXwVHaLoF6k4MV jBdcWukvJptk2NJsNSbZQlv4NLx5UvPprvPlvz LZ70NaBwDDzHm8ykeRMG9f9dtbWNza3tis71d 29/YPD2tHxk04zRahPUp6qboQ15UxQ3zDDaVcq ipOI0040viv8zoQqzVLxaKaShgkeChYzgo2Vgi DBZhTF+WTWb/ZrdbfhzoFWiVeSOpRo92tfwSAl WUKFIRxr3fNcacIcK8MIp7NqkGkqMRnjIe1ZKn BCdZjPM8/QuVUGKE6VfcKgufp7I8eJ1tMkspN FRr3sFeJ/Xi8z8XWYMyEzQwVZHIozjkyKigLQg ClKDJ9agoliNisiI6wwMbamqi3BW/7yKvGbjZu G93BZb92WbVTgFM7gAjy4ghbcQxt8ICDhGV7hz cmcF+fd+ViMrjnlzgn8gfP5A5GZkY8=</late xit><latexit sha1_base6 4="T60DwgH3k07BccSCPiV2D+GnOgE=">AAAB8 nicbVBNSwMxFHzrZ61fVY9egkXwVHaLoF6k4MV jBdcWukvJptk2NJsNSbZQlv4NLx5UvPprvPlvz LZ70NaBwDDzHm8ykeRMG9f9dtbWNza3tis71d 29/YPD2tHxk04zRahPUp6qboQ15UxQ3zDDaVcq ipOI0040viv8zoQqzVLxaKaShgkeChYzgo2Vgi DBZhTF+WTWb/ZrdbfhzoFWiVeSOpRo92tfwSAl WUKFIRxr3fNcacIcK8MIp7NqkGkqMRnjIe1ZKn BCdZjPM8/QuVUGKE6VfcKgufp7I8eJ1tMkspN FRr3sFeJ/Xi8z8XWYMyEzQwVZHIozjkyKigLQg ClKDJ9agoliNisiI6wwMbamqi3BW/7yKvGbjZu G93BZb92WbVTgFM7gAjy4ghbcQxt8ICDhGV7hz cmcF+fd+ViMrjnlzgn8gfP5A5GZkY8=</late xit><latexit sha1_base6 4="T60DwgH3k07BccSCPiV2D+GnOgE=">AAAB8 nicbVBNSwMxFHzrZ61fVY9egkXwVHaLoF6k4MV jBdcWukvJptk2NJsNSbZQlv4NLx5UvPprvPlvz LZ70NaBwDDzHm8ykeRMG9f9dtbWNza3tis71d 29/YPD2tHxk04zRahPUp6qboQ15UxQ3zDDaVcq ipOI0040viv8zoQqzVLxaKaShgkeChYzgo2Vgi DBZhTF+WTWb/ZrdbfhzoFWiVeSOpRo92tfwSAl WUKFIRxr3fNcacIcK8MIp7NqkGkqMRnjIe1ZKn BCdZjPM8/QuVUGKE6VfcKgufp7I8eJ1tMkspN FRr3sFeJ/Xi8z8XWYMyEzQwVZHIozjkyKigLQg ClKDJ9agoliNisiI6wwMbamqi3BW/7yKvGbjZu G93BZb92WbVTgFM7gAjy4ghbcQxt8ICDhGV7hz cmcF+fd+ViMrjnlzgn8gfP5A5GZkY8=</late xit><latexit sha1_base6 4="T60DwgH3k07BccSCPiV2D+GnOgE=">AAAB8 nicbVBNSwMxFHzrZ61fVY9egkXwVHaLoF6k4MV jBdcWukvJptk2NJsNSbZQlv4NLx5UvPprvPlvz LZ70NaBwDDzHm8ykeRMG9f9dtbWNza3tis71d 29/YPD2tHxk04zRahPUp6qboQ15UxQ3zDDaVcq ipOI0040viv8zoQqzVLxaKaShgkeChYzgo2Vgi DBZhTF+WTWb/ZrdbfhzoFWiVeSOpRo92tfwSAl WUKFIRxr3fNcacIcK8MIp7NqkGkqMRnjIe1ZKn BCdZjPM8/QuVUGKE6VfcKgufp7I8eJ1tMkspN FRr3sFeJ/Xi8z8XWYMyEzQwVZHIozjkyKigLQg ClKDJ9agoliNisiI6wwMbamqi3BW/7yKvGbjZu G93BZb92WbVTgFM7gAjy4ghbcQxt8ICDhGV7hz cmcF+fd+ViMrjnlzgn8gfP5A5GZkY8=</late xit>
v5
<latexit sha1_base64="ULtbZHVdN+zXq86P zVwq3Dw93bc=">AAAB8nicbVDLSsNAFL3xWeur6tLNYBFclUQUdSMFNy4rGFtoQplMJ+3QySTMo1 BCf8ONCxW3fo07/8ZJm4W2Hhg4nHMv98yJMs6Udt1vZ2V1bX1js7JV3d7Z3duvHRw+qdRIQn2S8 lR2IqwoZ4L6mmlOO5mkOIk4bUeju8Jvj6lULBWPepLRMMEDwWJGsLZSECRYD6M4H097l71a3W24M 6Bl4pWkDiVavdpX0E+JSajQhGOlup6b6TDHUjPC6bQaGEUzTEZ4QLuWCpxQFeazzFN0apU+ilNp n9Bopv7eyHGi1CSJ7GSRUS16hfif1zU6vg5zJjKjqSDzQ7HhSKeoKAD1maRE84klmEhmsyIyxBIT bWuq2hK8xS8vE/+8cdPwHi7qzduyjQocwwmcgQdX0IR7aIEPBDJ4hld4c4zz4rw7H/PRFafcOYI/ cD5/AJYikZI=</latexit><latexit sha1_base64="ULtbZHVdN+zXq86P zVwq3Dw93bc=">AAAB8nicbVDLSsNAFL3xWeur6tLNYBFclUQUdSMFNy4rGFtoQplMJ+3QySTMo1 BCf8ONCxW3fo07/8ZJm4W2Hhg4nHMv98yJMs6Udt1vZ2V1bX1js7JV3d7Z3duvHRw+qdRIQn2S8 lR2IqwoZ4L6mmlOO5mkOIk4bUeju8Jvj6lULBWPepLRMMEDwWJGsLZSECRYD6M4H097l71a3W24M 6Bl4pWkDiVavdpX0E+JSajQhGOlup6b6TDHUjPC6bQaGEUzTEZ4QLuWCpxQFeazzFN0apU+ilNp n9Bopv7eyHGi1CSJ7GSRUS16hfif1zU6vg5zJjKjqSDzQ7HhSKeoKAD1maRE84klmEhmsyIyxBIT bWuq2hK8xS8vE/+8cdPwHi7qzduyjQocwwmcgQdX0IR7aIEPBDJ4hld4c4zz4rw7H/PRFafcOYI/ cD5/AJYikZI=</latexit><latexit sha1_base64="ULtbZHVdN+zXq86P zVwq3Dw93bc=">AAAB8nicbVDLSsNAFL3xWeur6tLNYBFclUQUdSMFNy4rGFtoQplMJ+3QySTMo1 BCf8ONCxW3fo07/8ZJm4W2Hhg4nHMv98yJMs6Udt1vZ2V1bX1js7JV3d7Z3duvHRw+qdRIQn2S8 lR2IqwoZ4L6mmlOO5mkOIk4bUeju8Jvj6lULBWPepLRMMEDwWJGsLZSECRYD6M4H097l71a3W24M 6Bl4pWkDiVavdpX0E+JSajQhGOlup6b6TDHUjPC6bQaGEUzTEZ4QLuWCpxQFeazzFN0apU+ilNp n9Bopv7eyHGi1CSJ7GSRUS16hfif1zU6vg5zJjKjqSDzQ7HhSKeoKAD1maRE84klmEhmsyIyxBIT bWuq2hK8xS8vE/+8cdPwHi7qzduyjQocwwmcgQdX0IR7aIEPBDJ4hld4c4zz4rw7H/PRFafcOYI/ cD5/AJYikZI=</latexit><latexit sha1_base64="ULtbZHVdN+zXq86P zVwq3Dw93bc=">AAAB8nicbVDLSsNAFL3xWeur6tLNYBFclUQUdSMFNy4rGFtoQplMJ+3QySTMo1 BCf8ONCxW3fo07/8ZJm4W2Hhg4nHMv98yJMs6Udt1vZ2V1bX1js7JV3d7Z3duvHRw+qdRIQn2S8 lR2IqwoZ4L6mmlOO5mkOIk4bUeju8Jvj6lULBWPepLRMMEDwWJGsLZSECRYD6M4H097l71a3W24M 6Bl4pWkDiVavdpX0E+JSajQhGOlup6b6TDHUjPC6bQaGEUzTEZ4QLuWCpxQFeazzFN0apU+ilNp n9Bopv7eyHGi1CSJ7GSRUS16hfif1zU6vg5zJjKjqSDzQ7HhSKeoKAD1maRE84klmEhmsyIyxBIT bWuq2hK8xS8vE/+8cdPwHi7qzduyjQocwwmcgQdX0IR7aIEPBDJ4hld4c4zz4rw7H/PRFafcOYI/ cD5/AJYikZI=</latexit>
x2
<latexit sha1_base6 4="bAAs6QPjEwIHvdcIdyKCEckteLU=">AAAB6 XicbVBNS8NAEJ3Ur1q/qh69LBbBU0mKoF6k4MV jRWMLbSib7bRdutmE3Y1YQn+CFw8qXv1H3vw3b tsctPXBwOO9GWbmhYng2rjut1NYWV1b3yhulr a2d3b3yvsHDzpOFUOfxSJWrZBqFFyib7gR2EoU 0igU2AxH11O/+YhK81jem3GCQUQHkvc5o8ZKd0 /dWrdccavuDGSZeDmpQI5Gt/zV6cUsjVAaJqjW bc9NTJBRZTgTOCl1Uo0JZSM6wLalkkaog2x26o ScWKVH+rGyJQ2Zqb8nMhppPY5C2xlRM9SL3lT 8z2unpn8RZFwmqUHJ5ov6qSAmJtO/SY8rZEaML aFMcXsrYUOqKDM2nZINwVt8eZn4tepl1bs9q9S v8jSKcATHcAoenEMdbqABPjAYwDO8wpsjnBfn3 fmYtxacfOYQ/sD5/AF5xI1x</latexit><latexit sha1_base6 4="bAAs6QPjEwIHvdcIdyKCEckteLU=">AAAB6 XicbVBNS8NAEJ3Ur1q/qh69LBbBU0mKoF6k4MV jRWMLbSib7bRdutmE3Y1YQn+CFw8qXv1H3vw3b tsctPXBwOO9GWbmhYng2rjut1NYWV1b3yhulr a2d3b3yvsHDzpOFUOfxSJWrZBqFFyib7gR2EoU 0igU2AxH11O/+YhK81jem3GCQUQHkvc5o8ZKd0 /dWrdccavuDGSZeDmpQI5Gt/zV6cUsjVAaJqjW bc9NTJBRZTgTOCl1Uo0JZSM6wLalkkaog2x26o ScWKVH+rGyJQ2Zqb8nMhppPY5C2xlRM9SL3lT 8z2unpn8RZFwmqUHJ5ov6qSAmJtO/SY8rZEaML aFMcXsrYUOqKDM2nZINwVt8eZn4tepl1bs9q9S v8jSKcATHcAoenEMdbqABPjAYwDO8wpsjnBfn3 fmYtxacfOYQ/sD5/AF5xI1x</latexit><latexit sha1_base6 4="bAAs6QPjEwIHvdcIdyKCEckteLU=">AAAB6 XicbVBNS8NAEJ3Ur1q/qh69LBbBU0mKoF6k4MV jRWMLbSib7bRdutmE3Y1YQn+CFw8qXv1H3vw3b tsctPXBwOO9GWbmhYng2rjut1NYWV1b3yhulr a2d3b3yvsHDzpOFUOfxSJWrZBqFFyib7gR2EoU 0igU2AxH11O/+YhK81jem3GCQUQHkvc5o8ZKd0 /dWrdccavuDGSZeDmpQI5Gt/zV6cUsjVAaJqjW bc9NTJBRZTgTOCl1Uo0JZSM6wLalkkaog2x26o ScWKVH+rGyJQ2Zqb8nMhppPY5C2xlRM9SL3lT 8z2unpn8RZFwmqUHJ5ov6qSAmJtO/SY8rZEaML aFMcXsrYUOqKDM2nZINwVt8eZn4tepl1bs9q9S v8jSKcATHcAoenEMdbqABPjAYwDO8wpsjnBfn3 fmYtxacfOYQ/sD5/AF5xI1x</latexit><latexit sha1_base6 4="bAAs6QPjEwIHvdcIdyKCEckteLU=">AAAB6 XicbVBNS8NAEJ3Ur1q/qh69LBbBU0mKoF6k4MV jRWMLbSib7bRdutmE3Y1YQn+CFw8qXv1H3vw3b tsctPXBwOO9GWbmhYng2rjut1NYWV1b3yhulr a2d3b3yvsHDzpOFUOfxSJWrZBqFFyib7gR2EoU 0igU2AxH11O/+YhK81jem3GCQUQHkvc5o8ZKd0 /dWrdccavuDGSZeDmpQI5Gt/zV6cUsjVAaJqjW bc9NTJBRZTgTOCl1Uo0JZSM6wLalkkaog2x26o ScWKVH+rGyJQ2Zqb8nMhppPY5C2xlRM9SL3lT 8z2unpn8RZFwmqUHJ5ov6qSAmJtO/SY8rZEaML aFMcXsrYUOqKDM2nZINwVt8eZn4tepl1bs9q9S v8jSKcATHcAoenEMdbqABPjAYwDO8wpsjnBfn3 fmYtxacfOYQ/sD5/AF5xI1x</latexit> ·<latexit sha1_base6 4="NFy9vaHFUXs/ro62wDCFHJXbAyY=">AAAB6 3icbVBNS8NAEJ3Ur1q/qh69BIvgqSQiqBcpePF YwdhCG8pms2mXbnbD7kQoob/BiwcVr/4hb/4bt 20OWn0w8Hhvhpl5USa4Qc/7ciorq2vrG9XN2t b2zu5eff/gwahcUxZQJZTuRsQwwSULkKNg3Uwz kkaCdaLxzczvPDJtuJL3OMlYmJKh5AmnBK0U9G mscFBveE1vDvcv8UvSgBLtQf2zHyuap0wiFcSY nu9lGBZEI6eCTWv93LCM0DEZsp6lkqTMhMX82K l7YpXYTZS2JdGdqz8nCpIaM0kj25kSHJllbyb +5/VyTC7DgsssRybpYlGSCxeVO/vcjblmFMXEE kI1t7e6dEQ0oWjzqdkQ/OWX/5LgrHnV9O/OG63 rMo0qHMExnIIPF9CCW2hDABQ4PMELvDrSeXben PdFa8UpZw7hF5yPb0SqjoI=</latexit><latexit sha1_base6 4="NFy9vaHFUXs/ro62wDCFHJXbAyY=">AAAB6 3icbVBNS8NAEJ3Ur1q/qh69BIvgqSQiqBcpePF YwdhCG8pms2mXbnbD7kQoob/BiwcVr/4hb/4bt 20OWn0w8Hhvhpl5USa4Qc/7ciorq2vrG9XN2t b2zu5eff/gwahcUxZQJZTuRsQwwSULkKNg3Uwz kkaCdaLxzczvPDJtuJL3OMlYmJKh5AmnBK0U9G mscFBveE1vDvcv8UvSgBLtQf2zHyuap0wiFcSY nu9lGBZEI6eCTWv93LCM0DEZsp6lkqTMhMX82K l7YpXYTZS2JdGdqz8nCpIaM0kj25kSHJllbyb +5/VyTC7DgsssRybpYlGSCxeVO/vcjblmFMXEE kI1t7e6dEQ0oWjzqdkQ/OWX/5LgrHnV9O/OG63 rMo0qHMExnIIPF9CCW2hDABQ4PMELvDrSeXben PdFa8UpZw7hF5yPb0SqjoI=</latexit><latexit sha1_base6 4="NFy9vaHFUXs/ro62wDCFHJXbAyY=">AAAB6 3icbVBNS8NAEJ3Ur1q/qh69BIvgqSQiqBcpePF YwdhCG8pms2mXbnbD7kQoob/BiwcVr/4hb/4bt 20OWn0w8Hhvhpl5USa4Qc/7ciorq2vrG9XN2t b2zu5eff/gwahcUxZQJZTuRsQwwSULkKNg3Uwz kkaCdaLxzczvPDJtuJL3OMlYmJKh5AmnBK0U9G mscFBveE1vDvcv8UvSgBLtQf2zHyuap0wiFcSY nu9lGBZEI6eCTWv93LCM0DEZsp6lkqTMhMX82K l7YpXYTZS2JdGdqz8nCpIaM0kj25kSHJllbyb +5/VyTC7DgsssRybpYlGSCxeVO/vcjblmFMXEE kI1t7e6dEQ0oWjzqdkQ/OWX/5LgrHnV9O/OG63 rMo0qHMExnIIPF9CCW2hDABQ4PMELvDrSeXben PdFa8UpZw7hF5yPb0SqjoI=</latexit><latexit sha1_base6 4="NFy9vaHFUXs/ro62wDCFHJXbAyY=">AAAB6 3icbVBNS8NAEJ3Ur1q/qh69BIvgqSQiqBcpePF YwdhCG8pms2mXbnbD7kQoob/BiwcVr/4hb/4bt 20OWn0w8Hhvhpl5USa4Qc/7ciorq2vrG9XN2t b2zu5eff/gwahcUxZQJZTuRsQwwSULkKNg3Uwz kkaCdaLxzczvPDJtuJL3OMlYmJKh5AmnBK0U9G mscFBveE1vDvcv8UvSgBLtQf2zHyuap0wiFcSY nu9lGBZEI6eCTWv93LCM0DEZsp6lkqTMhMX82K l7YpXYTZS2JdGdqz8nCpIaM0kj25kSHJllbyb +5/VyTC7DgsssRybpYlGSCxeVO/vcjblmFMXEE kI1t7e6dEQ0oWjzqdkQ/OWX/5LgrHnV9O/OG63 rMo0qHMExnIIPF9CCW2hDABQ4PMELvDrSeXben PdFa8UpZw7hF5yPb0SqjoI=</latexit>
v7
<latexit sha1_base64="9hdmHh3d0lkGpFb3 H1XzoRmNghQ=">AAAB8nicbVBNSwMxFHxbv2r9qnr0EiyCp7IrQvUiBS8eK7i20F1KNs22odlsSL KFsvRvePGg4tVf481/Y7bdg1YHAsPMe7zJRJIzbVz3y6msrW9sblW3azu7e/sH9cOjR51milCfp DxVvQhrypmgvmGG055UFCcRp91oclv43SlVmqXiwcwkDRM8EixmBBsrBUGCzTiK8+l80BrUG27TX QD9JV5JGlCiM6h/BsOUZAkVhnCsdd9zpQlzrAwjnM5rQaapxGSCR7RvqcAJ1WG+yDxHZ1YZojhV 9gmDFurPjRwnWs+SyE4WGfWqV4j/ef3MxFdhzoTMDBVkeSjOODIpKgpAQ6YoMXxmCSaK2ayIjLHC xNiaarYEb/XLf4l/0bxueveXjfZN2UYVTuAUzsGDFrThDjrgAwEJT/ACr07mPDtvzvtytOKUO8fw C87HN5kokZQ=</latexit><latexit sha1_base64="9hdmHh3d0lkGpFb3 H1XzoRmNghQ=">AAAB8nicbVBNSwMxFHxbv2r9qnr0EiyCp7IrQvUiBS8eK7i20F1KNs22odlsSL KFsvRvePGg4tVf481/Y7bdg1YHAsPMe7zJRJIzbVz3y6msrW9sblW3azu7e/sH9cOjR51milCfp DxVvQhrypmgvmGG055UFCcRp91oclv43SlVmqXiwcwkDRM8EixmBBsrBUGCzTiK8+l80BrUG27TX QD9JV5JGlCiM6h/BsOUZAkVhnCsdd9zpQlzrAwjnM5rQaapxGSCR7RvqcAJ1WG+yDxHZ1YZojhV 9gmDFurPjRwnWs+SyE4WGfWqV4j/ef3MxFdhzoTMDBVkeSjOODIpKgpAQ6YoMXxmCSaK2ayIjLHC xNiaarYEb/XLf4l/0bxueveXjfZN2UYVTuAUzsGDFrThDjrgAwEJT/ACr07mPDtvzvtytOKUO8fw C87HN5kokZQ=</latexit><latexit sha1_base64="9hdmHh3d0lkGpFb3 H1XzoRmNghQ=">AAAB8nicbVBNSwMxFHxbv2r9qnr0EiyCp7IrQvUiBS8eK7i20F1KNs22odlsSL KFsvRvePGg4tVf481/Y7bdg1YHAsPMe7zJRJIzbVz3y6msrW9sblW3azu7e/sH9cOjR51milCfp DxVvQhrypmgvmGG055UFCcRp91oclv43SlVmqXiwcwkDRM8EixmBBsrBUGCzTiK8+l80BrUG27TX QD9JV5JGlCiM6h/BsOUZAkVhnCsdd9zpQlzrAwjnM5rQaapxGSCR7RvqcAJ1WG+yDxHZ1YZojhV 9gmDFurPjRwnWs+SyE4WGfWqV4j/ef3MxFdhzoTMDBVkeSjOODIpKgpAQ6YoMXxmCSaK2ayIjLHC xNiaarYEb/XLf4l/0bxueveXjfZN2UYVTuAUzsGDFrThDjrgAwEJT/ACr07mPDtvzvtytOKUO8fw C87HN5kokZQ=</latexit><latexit sha1_base64="9hdmHh3d0lkGpFb3 H1XzoRmNghQ=">AAAB8nicbVBNSwMxFHxbv2r9qnr0EiyCp7IrQvUiBS8eK7i20F1KNs22odlsSL KFsvRvePGg4tVf481/Y7bdg1YHAsPMe7zJRJIzbVz3y6msrW9sblW3azu7e/sH9cOjR51milCfp DxVvQhrypmgvmGG055UFCcRp91oclv43SlVmqXiwcwkDRM8EixmBBsrBUGCzTiK8+l80BrUG27TX QD9JV5JGlCiM6h/BsOUZAkVhnCsdd9zpQlzrAwjnM5rQaapxGSCR7RvqcAJ1WG+yDxHZ1YZojhV 9gmDFurPjRwnWs+SyE4WGfWqV4j/ef3MxFdhzoTMDBVkeSjOODIpKgpAQ6YoMXxmCSaK2ayIjLHC xNiaarYEb/XLf4l/0bxueveXjfZN2UYVTuAUzsGDFrThDjrgAwEJT/ACr07mPDtvzvtytOKUO8fw C87HN5kokZQ=</latexit>
v9
<latexit sha1_base64="9Qx83a80Z9PdBNYT I6Y91mK+UGc=">AAAB8nicbVBNSwMxFHxbv2r9qnr0EiyCp7IrgvYiBS8eK7i20F1KNs22odlsSL KFsvRvePGg4tVf481/Y7bdg1YHAsPMe7zJRJIzbVz3y6msrW9sblW3azu7e/sH9cOjR51milCfp DxVvQhrypmgvmGG055UFCcRp91oclv43SlVmqXiwcwkDRM8EixmBBsrBUGCzTiK8+l80BrUG27TX QD9JV5JGlCiM6h/BsOUZAkVhnCsdd9zpQlzrAwjnM5rQaapxGSCR7RvqcAJ1WG+yDxHZ1YZojhV 9gmDFurPjRwnWs+SyE4WGfWqV4j/ef3MxNdhzoTMDBVkeSjOODIpKgpAQ6YoMXxmCSaK2ayIjLHC xNiaarYEb/XLf4l/0Ww1vfvLRvumbKMKJ3AK5+DBFbThDjrgAwEJT/ACr07mPDtvzvtytOKUO8fw C87HN5wukZY=</latexit><latexit sha1_base64="9Qx83a80Z9PdBNYT I6Y91mK+UGc=">AAAB8nicbVBNSwMxFHxbv2r9qnr0EiyCp7IrgvYiBS8eK7i20F1KNs22odlsSL KFsvRvePGg4tVf481/Y7bdg1YHAsPMe7zJRJIzbVz3y6msrW9sblW3azu7e/sH9cOjR51milCfp DxVvQhrypmgvmGG055UFCcRp91oclv43SlVmqXiwcwkDRM8EixmBBsrBUGCzTiK8+l80BrUG27TX QD9JV5JGlCiM6h/BsOUZAkVhnCsdd9zpQlzrAwjnM5rQaapxGSCR7RvqcAJ1WG+yDxHZ1YZojhV 9gmDFurPjRwnWs+SyE4WGfWqV4j/ef3MxNdhzoTMDBVkeSjOODIpKgpAQ6YoMXxmCSaK2ayIjLHC xNiaarYEb/XLf4l/0Ww1vfvLRvumbKMKJ3AK5+DBFbThDjrgAwEJT/ACr07mPDtvzvtytOKUO8fw C87HN5wukZY=</latexit><latexit sha1_base64="9Qx83a80Z9PdBNYT I6Y91mK+UGc=">AAAB8nicbVBNSwMxFHxbv2r9qnr0EiyCp7IrgvYiBS8eK7i20F1KNs22odlsSL KFsvRvePGg4tVf481/Y7bdg1YHAsPMe7zJRJIzbVz3y6msrW9sblW3azu7e/sH9cOjR51milCfp DxVvQhrypmgvmGG055UFCcRp91oclv43SlVmqXiwcwkDRM8EixmBBsrBUGCzTiK8+l80BrUG27TX QD9JV5JGlCiM6h/BsOUZAkVhnCsdd9zpQlzrAwjnM5rQaapxGSCR7RvqcAJ1WG+yDxHZ1YZojhV 9gmDFurPjRwnWs+SyE4WGfWqV4j/ef3MxNdhzoTMDBVkeSjOODIpKgpAQ6YoMXxmCSaK2ayIjLHC xNiaarYEb/XLf4l/0Ww1vfvLRvumbKMKJ3AK5+DBFbThDjrgAwEJT/ACr07mPDtvzvtytOKUO8fw C87HN5wukZY=</latexit><latexit sha1_base64="9Qx83a80Z9PdBNYT I6Y91mK+UGc=">AAAB8nicbVBNSwMxFHxbv2r9qnr0EiyCp7IrgvYiBS8eK7i20F1KNs22odlsSL KFsvRvePGg4tVf481/Y7bdg1YHAsPMe7zJRJIzbVz3y6msrW9sblW3azu7e/sH9cOjR51milCfp DxVvQhrypmgvmGG055UFCcRp91oclv43SlVmqXiwcwkDRM8EixmBBsrBUGCzTiK8+l80BrUG27TX QD9JV5JGlCiM6h/BsOUZAkVhnCsdd9zpQlzrAwjnM5rQaapxGSCR7RvqcAJ1WG+yDxHZ1YZojhV 9gmDFurPjRwnWs+SyE4WGfWqV4j/ef3MxNdhzoTMDBVkeSjOODIpKgpAQ6YoMXxmCSaK2ayIjLHC xNiaarYEb/XLf4l/0Ww1vfvLRvumbKMKJ3AK5+DBFbThDjrgAwEJT/ACr07mPDtvzvtytOKUO8fw C87HN5wukZY=</latexit>
x5
<latexit sha1_base64="q4sq9UNBJrtUuGqB RMaOlCa0bbE=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEUS9S8OKxorGFNpTNdtsu3WzC7k QsoT/BiwcVr/4jb/4bt20O2vpg4PHeDDPzwkQKg6777RSWlldW14rrpY3Nre2d8u7eg4lTzbjPY hnrZkgNl0JxHwVK3kw0p1EoeSMcXk/8xiPXRsTqHkcJDyLaV6InGEUr3T11zjrlilt1pyCLxMtJB XLUO+WvdjdmacQVMkmNaXlugkFGNQom+bjUTg1PKBvSPm9ZqmjETZBNTx2TI6t0SS/WthSSqfp7 IqORMaMotJ0RxYGZ9ybif14rxd5FkAmVpMgVmy3qpZJgTCZ/k67QnKEcWUKZFvZWwgZUU4Y2nZIN wZt/eZH4J9XLqnd7Wqld5WkU4QAO4Rg8OIca3EAdfGDQh2d4hTdHOi/Ou/Mxay04+cw+/IHz+QN+ TY10</latexit><latexit sha1_base64="q4sq9UNBJrtUuGqB RMaOlCa0bbE=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEUS9S8OKxorGFNpTNdtsu3WzC7k QsoT/BiwcVr/4jb/4bt20O2vpg4PHeDDPzwkQKg6777RSWlldW14rrpY3Nre2d8u7eg4lTzbjPY hnrZkgNl0JxHwVK3kw0p1EoeSMcXk/8xiPXRsTqHkcJDyLaV6InGEUr3T11zjrlilt1pyCLxMtJB XLUO+WvdjdmacQVMkmNaXlugkFGNQom+bjUTg1PKBvSPm9ZqmjETZBNTx2TI6t0SS/WthSSqfp7 IqORMaMotJ0RxYGZ9ybif14rxd5FkAmVpMgVmy3qpZJgTCZ/k67QnKEcWUKZFvZWwgZUU4Y2nZIN wZt/eZH4J9XLqnd7Wqld5WkU4QAO4Rg8OIca3EAdfGDQh2d4hTdHOi/Ou/Mxay04+cw+/IHz+QN+ TY10</latexit><latexit sha1_base64="q4sq9UNBJrtUuGqB RMaOlCa0bbE=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEUS9S8OKxorGFNpTNdtsu3WzC7k QsoT/BiwcVr/4jb/4bt20O2vpg4PHeDDPzwkQKg6777RSWlldW14rrpY3Nre2d8u7eg4lTzbjPY hnrZkgNl0JxHwVK3kw0p1EoeSMcXk/8xiPXRsTqHkcJDyLaV6InGEUr3T11zjrlilt1pyCLxMtJB XLUO+WvdjdmacQVMkmNaXlugkFGNQom+bjUTg1PKBvSPm9ZqmjETZBNTx2TI6t0SS/WthSSqfp7 IqORMaMotJ0RxYGZ9ybif14rxd5FkAmVpMgVmy3qpZJgTCZ/k67QnKEcWUKZFvZWwgZUU4Y2nZIN wZt/eZH4J9XLqnd7Wqld5WkU4QAO4Rg8OIca3EAdfGDQh2d4hTdHOi/Ou/Mxay04+cw+/IHz+QN+ TY10</latexit><latexit sha1_base64="q4sq9UNBJrtUuGqB RMaOlCa0bbE=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEUS9S8OKxorGFNpTNdtsu3WzC7k QsoT/BiwcVr/4jb/4bt20O2vpg4PHeDDPzwkQKg6777RSWlldW14rrpY3Nre2d8u7eg4lTzbjPY hnrZkgNl0JxHwVK3kw0p1EoeSMcXk/8xiPXRsTqHkcJDyLaV6InGEUr3T11zjrlilt1pyCLxMtJB XLUO+WvdjdmacQVMkmNaXlugkFGNQom+bjUTg1PKBvSPm9ZqmjETZBNTx2TI6t0SS/WthSSqfp7 IqORMaMotJ0RxYGZ9ybif14rxd5FkAmVpMgVmy3qpZJgTCZ/k67QnKEcWUKZFvZWwgZUU4Y2nZIN wZt/eZH4J9XLqnd7Wqld5WkU4QAO4Rg8OIca3EAdfGDQh2d4hTdHOi/Ou/Mxay04+cw+/IHz+QN+ TY10</latexit>
x7
<latexit sha1_base64="xr2zOw0r7SeNZOt9 pH3bMo+S868=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEqF6k4MVjRWsLbSib7aRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmBYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFcMmi 0Ws2gHVKLjEpuFGYDtRSKNAYCsYXU/91iMqzWN5b8YJ+hEdSB5yRo2V7p56tV654lbdGcgy8XJSg RyNXvmr249ZGqE0TFCtO56bGD+jynAmcFLqphoTykZ0gB1LJY1Q+9ns1Ak5sUqfhLGyJQ2Zqb8n MhppPY4C2xlRM9SL3lT8z+ukJrzwMy6T1KBk80VhKoiJyfRv0ucKmRFjSyhT3N5K2JAqyoxNp2RD 8BZfXibNs+pl1bs9r9Sv8jSKcATHcAoe1KAON9CAJjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AGB U412</latexit><latexit sha1_base64="xr2zOw0r7SeNZOt9 pH3bMo+S868=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEqF6k4MVjRWsLbSib7aRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmBYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFcMmi 0Ws2gHVKLjEpuFGYDtRSKNAYCsYXU/91iMqzWN5b8YJ+hEdSB5yRo2V7p56tV654lbdGcgy8XJSg RyNXvmr249ZGqE0TFCtO56bGD+jynAmcFLqphoTykZ0gB1LJY1Q+9ns1Ak5sUqfhLGyJQ2Zqb8n MhppPY4C2xlRM9SL3lT8z+ukJrzwMy6T1KBk80VhKoiJyfRv0ucKmRFjSyhT3N5K2JAqyoxNp2RD 8BZfXibNs+pl1bs9r9Sv8jSKcATHcAoe1KAON9CAJjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AGB U412</latexit><latexit sha1_base64="xr2zOw0r7SeNZOt9 pH3bMo+S868=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEqF6k4MVjRWsLbSib7aRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmBYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFcMmi 0Ws2gHVKLjEpuFGYDtRSKNAYCsYXU/91iMqzWN5b8YJ+hEdSB5yRo2V7p56tV654lbdGcgy8XJSg RyNXvmr249ZGqE0TFCtO56bGD+jynAmcFLqphoTykZ0gB1LJY1Q+9ns1Ak5sUqfhLGyJQ2Zqb8n MhppPY4C2xlRM9SL3lT8z+ukJrzwMy6T1KBk80VhKoiJyfRv0ucKmRFjSyhT3N5K2JAqyoxNp2RD 8BZfXibNs+pl1bs9r9Sv8jSKcATHcAoe1KAON9CAJjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AGB U412</latexit><latexit sha1_base64="xr2zOw0r7SeNZOt9 pH3bMo+S868=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lEqF6k4MVjRWsLbSib7aRdutmE3Y 1YQn+CFw8qXv1H3vw3btsctPXBwOO9GWbmBYng2rjut1NYWV1b3yhulra2d3b3yvsHDzpOFcMmi 0Ws2gHVKLjEpuFGYDtRSKNAYCsYXU/91iMqzWN5b8YJ+hEdSB5yRo2V7p56tV654lbdGcgy8XJSg RyNXvmr249ZGqE0TFCtO56bGD+jynAmcFLqphoTykZ0gB1LJY1Q+9ns1Ak5sUqfhLGyJQ2Zqb8n MhppPY4C2xlRM9SL3lT8z+ukJrzwMy6T1KBk80VhKoiJyfRv0ucKmRFjSyhT3N5K2JAqyoxNp2RD 8BZfXibNs+pl1bs9r9Sv8jSKcATHcAoe1KAON9CAJjAYwDO8wpsjnBfn3fmYtxacfOYQ/sD5/AGB U412</latexit>
x9
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Figure 5: The architecture of factorization machine model
for malware detection. Here the dark gray node stands for
the inner product operator, i.e., it calculates inner product
of two incoming vectors.
and it requires a large scale of data for training. Needless to say,
the end result is very time-consuming. In additon, it looks much
worse for sparse data in the case of Android malware detection, as
each sample only activates an extremely small portion of entries in
W when using popular algorithms like stochastic gradient descent
(SGD).
Popular techniques to overcome these issues are low-rank or
dimension reductionmethods, such as using a factorizationmachine
(FM) [32]. More specifically, FM assumes thatW is with the largest
rank of k and therefore, we can decomposeW = VV T. If we denote
vi as the i-th row of V , FM will train a hidden vector vi for each
xi and models the pairwise interaction weight wi j as the inner
product of the corresponding hidden vectors of entries xi and x j :
h(x) = w0 +
n∑
i=1
wixi +
n∑
i=1
n∑
j=i+1
⟨vi , vj ⟩xix j , (4)
where ⟨· , · ⟩ denotes the dot product of two vectors of length k :
⟨vi , vj ⟩ :=
k∑
f =1
vi,f vj,f , (5)
In practice, the hyperparameter k is much smaller than the fea-
ture dimension n (k ≪ n). Thus, the number of parameters to be
estimated reduces from O(n2) to O(nk).
We can further improve the performance of FM by using more
sophisticated feature engineering schemes for cross terms. For ex-
ample, by using “partial FM”, which only involves interactions
between selected features, e.g., between Used permissions and
Permissions, thus ignoring crossed terms that are not relevant to
malicious behavior discovery.
Table 1: Performancemetrics of Androidmalware detection.
Metrics Description
TP # of malicious apps correctly detected
TN # of benign apps correctly classified
FP # of false prediction as malicious
FN # of false prediction as clean
Precision TP/(TP + FP)
Recall TP/(TP + FN )
F1 2 ∗ Precision ∗ Recall/(Precision + Recall)
FPR FP/(FP +TN )
4 EXPERIMENTS
In this section, we evaluate the performance of our factorization-
machine-based Android malware detection system. We apply our
system to malware detection tasks and malware family identifica-
tion tasks, based on two public benchmark datasets: DREBIN [4]
and AMD [39]. In addition to detection performance evaluation, we
further evaluate efficiency in terms of processing time and detection
time for all tasks.
4.1 Experiment Setup
4.1.1 Datasets. We will start with a brief description for each
malware dataset:
• DREBIN: it is a dataset with 5, 560 malware files collected
from August 2010 to October 2012. All malware samples
are labeled by one of 179 malware families. This is one of
the most popular benchmark dataset for Android malware
detection.
• AMD: the Android Malware Dataset contains 24, 553 sam-
ples that are categorized in 135 varieties among 71 malware
families. This dataset consists of samples that collected from
2010 to 2016. This is one of the largest, and the newest dataset
at the preparation of this paper. This dataset provides more
recent Android malware evolving trends.
Along with these malware datasets, we also collect a number of real-
world Android applications collected from the Internet. Resources
of these files include Apkpure [3] with 5400 samples, 700 samples
from 360.com and 13K commercial applications from the HKUST
Wake Lock Misuse Detection Project [26]. In summary, we have
collected 19, 100 real-world applications.
Although these Android applications are mostly collected from
well-known Android markets and research projects, we should
ensure whether they are clean. To do so, we uploaded all these
collected files to the VirusTotal service, a public anti-virus service
with 78 popular engines, and inspected scanning reports from the
VirusTotal service for each file. Each engine in VirusTotal would
show one of three detection results: True for “malicious”, False
for “clean”, and NK for “not known”, respectively. If an application
has more than one True result, we label it asmalware; otherwise,
we label it as clean. As a result, only 16, 753 out of 19K collected
samples passed all scanners on the VirusTotal service, and we will
only use these samples in further experiments.
Details of these two datasets are shown in Table 3. When doing
experiments on the AMD dataset, we evaluated on all these clean
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files. When evaluating on the DREBIN dataset, we randomly sam-
pled 5, 600 clean files to match the number of malware samples in
this dataset. To simplify our terminologies, the DREBIN dataset
(or the AMD dataset) consists of both clean samples and malware
samples in the subsequent of this section.
Here we make some comparison between the DREBIN and the
AMD datasets for further experiments. Table 4 shows a detailed
breakdown of these two datasets in evaluation. As we can see in
this table, the overall feature set size grows from 93, 324 to 294, 019
as the dataset size grows from 11, 160 to 41, 306. Note that app com-
ponents, intent filters and permissions are the three sets that grow
the most. The former two are defined manually by the developer
so they tend to have different values. For permissions, even though
there are a fixed number of system permissions developer can ap-
ply in manifest file, they can still declare self-defined permissions,
e.g., com.zing.znews.permission.C2D_MESSAGE. So the permis-
sion set can also grow as the dataset grows. The remaining feature
sets have a relevant fixed size because they are linked to the An-
droid system APIs or smart phone hardware, which have a limited
size.
4.1.2 Evaluation tasks. We evaluate detection performance and
run-time performance of our proposed system on two separate
tasks, and compared with several baseline algorithms as well as ex-
isting signature-based commercial anti-virus engines that available
in the VirusTotal service. Specifically, we focus on the following
three aspects:
• Malware detection: in this kind of experiments, we com-
pare our trained factorization-machine-based system with
some baseline machine-learning based detection algorithms.
In addition, we also send all samples, including malware sam-
ples, to the VirusTotal service to compare with commercial
anti-virus engines.
• Malware family identification: in this kind of tasks, each
sample will be sent into our system and our system will
response whether the input sample belongs to a specific
malware family. Here we regard clean files as a special family
named “clean”.
• Run-time: to further evaluate efficiency of our proposed
system, we analyze the run-time in terms of processing time
and detection time. The processing time counts from the be-
ginning to the phase of feature encoding, while the detection
time counts on the classification phase.
For performance evaluation tasks, we evaluate the detection perfor-
mance and family identification performance using the measures
shown in Table 1, and we focus on the following four metrics:
precision, recall, F1 and False Positive Rate (FPR). Note that in the
literature, recall and false positive rate correspond to malware de-
tection rate and false alarm rate for the detection system.
Moreover, the dataset is split into training (80%) and testing
(20%) sets in both experiments. All models are trained with 4-fold
cross validation for hyper parameter tuning and then tested on the
testing set for performance evaluation. We repeated this procedure
5 times and then averaged the results. The baseline algorithm and
our proposed method are trained and tested in the same manner.
Table 2: Malware and clean file Datasets.
Dataset # samples # families
DREBIN 5,560 179
AMD 24,553 71
Benign 16,753 None
Table 3: Datasets for detection performance evaluation.
Dataset # malware # Clean files Total
DREBIN 5,560 5,600 11,160
AMD 24,553 16,753 41,306
Table 4: Size of extracted feature sets on DREBIN and AMD
datasets.
Feature set DREBIN AMD
App components 79,523 250,612
Hardware features 86 143
Permissions 3,830 12,492
Intent filters 9,317 30,102
Restricted APIs 387 466
Suspicious APIs 42 43
Used permissions 139 161
Total feature 93,324 294,019
4.2 Detection Performance
In this subsection, we conduct two sets of experiments to show the
performance of our proposed FM based malware detection model
as well as other baseline algorithms. Comparison with existing
anti-virus engines are also included.
4.2.1 Comparison with baseline Algorithms. We first evaluated
our proposed FM based method and compared it with other existing
baseline algorithms, including SVM, which is used in DREBIN [4],
classical machine learning algorithms such as Naive Bayes [41] and
neural networks e.g., multi-layer perceptron [33].
Table 5 shows the test result of different algorithms on the
DREBIN set. As we can see, FM achieves the best performance
for precision with a score of 99.91% and 0.09% false positive rate
when the threshold is set to 0.5. Multilayer perceptron classifier
(MLP) gives the same precision and false positive rate scores, but it
gives a better recall and the best F1 scores. SVM algorithm gives a
recall score or detection rate of 92.35% with a 4.19% false positive
close to the result given in DREBIN [4], which is 94% and 1% respec-
tively. However, it is still not comparable with the result given by
FM and MLP. Naive Bayes with three different kernels, Gaussian,
Multinomial and Bernoulli, all have a very high recall scores, but
at the cost of high false positive rates and low precision, resulting
in bad overall performance and low F1 scores.
ROC curves on the DREBIN test set are also shown in Fig 6.
Obviously, FM and MLP algorithms give the best performance with
an area under the curve (AUC) score of 1.0 under the accuracy
of e−3. Naive Bayes with multinomial and Bernoulli kernel follow
with AUC values of 0.998 and 0.997, respectively. Naive Bayes with
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Table 5: Test result on DREBIN set with threshold 0.5. Here the name of Algorithm “NB-Gaussian” refers to the naive Bayes
classifier using Gaussian kernel, and the same for “NB-Bernoulli” and “NB-Multinomial”. The algorithm “MLP” refers to the
multiple layer perceptron algorithm.
Algorithm FM SVM NB-Gaussian NB-Bernoulli NB-Multinomial MLP
Precision% 99.91 95.62 90.86 90.53 96.25 99.91
Recall% 99.01 92.35 99.37 99.82 99.28 99.64
F1% 99.46 93.96 94.93 94.95 97.74 99.77
FPR% 0.09 4.19 9.90 10.35 3.84 textbf0.09
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Figure 6: ROC curves for all the baseline algorithms and
our FM method on DREBIN test set. Here the name of Al-
gorithm “NB-Gaussian” refers to the naive Bayes classifier
using Gaussian kernel, and the same for “NB-Bernoulli” and
“NB-Multinomial”. The algorithm “MLP” refers to the mul-
tiple layer perceptron algorithm.
Gaussian kernel and SVM are the worst with a AUC scores of 0.947
and 0.98. For these two curves, the true positive rate grows slowly
as the false positive grows. That is to say, a high true positive rate
is at the cost of high false positive rate. Notice that in Table 5 SVM
is better than Naive Bayes with Bernoulli kernel, with similar F1
score and much better false positive rate. But with the ROC curve
we now can see by adjusting the threshold of Naive Bayes with
Bernoulli kernel will always outperform SVM under the same false
positive rate limitation.
In summary, on the DREBIN data set FM and MLP achieve the
best performance, MLP has a slightly better overall performance
with a higher F1 score. We will further discuss this later.
The same experiment procedure is then conducted on the larger
AMD data set. The result is shown in Table 6 fromwhich we can see,
on the large data set FM gives the best performance under all metrics
with a F1 score and FPR of 99.28% and 0.93%. MLP follows with a
99.05% and 1.52% F1 score and FPR. Compared with what shown
using the DREBIN dataset, where MLP is slightly better than FM
with a higher F1 score, one can see the FM’s advantage in dealing
with high sparse vector becoming more obvious as the feature space
size or the sparsity of the vector representation grows, leading to a
better performance than other algorithms including MLP. We can
say with confidence that our FM method would outperform other
algorithms with a larger margin on an even larger data set. The
SVM method has similar results to what we got with the DREBIN
set with a FPR of 4.24% and F1 score of 96.94%. The same with
Naive Bayes with three different kernels, they still give high recall
score at the cost of high false positive rate.
ROC curves on the AMD set are shown in Fig 7, and are similar
to the result on the DREBIN set in Fig 6. FM and MLP have the
best performance with a 0.999 AUC value, and Naive Bayes with
Multinomial and Bernoulli kernels follow with AUC values of 0.994
and 0.993 respectively. Then SVM with 0.955 and Naive Bayes with
Gaussian kernel 0.827. One can also notice that ROC curves of
FM, MLP, Naive Bayes with Bernoulli and Multinomial kernels are
always above the ROC curve of SVM which is the chosen classifier
in DREBIN [4] and [8, 31].
In this set of experiments, we compared the performance of our
FM based malware detection method with other baseline algorithms
used in previous works on two datasets, DREBIN and AMD. We
can see the efficiency and advantage of using FM algorithm for
malware detection especially when the dataset is large. Our method
on the DREBIN dataset reported a detection rate of 99.01% with a
0.09% false positive rate. It significantly outperforms DREBIN [4],
which has a detection rate of 94% and false positive rate of 1%.
The experiment results also prove the correctness of our obser-
vation that interaction terms are important for revealing malicious
behavior patterns. SVM and Naive Bayes directly use the vector rep-
resentation to learn the classifiers. On the other hand, FM achieved
a much better performance by adding interaction terms. MLP as a
universal approximator [20] can also output excellent results but
more data will be needed to train the model, especially when the
input vector is highly sparse.
4.2.2 Comparison with AV engines. We also compared the per-
formance of our malware detection algorithm with existing Anti-
Virus engines on VirusTotal [1]. The critical point to mention is
that all of the ’truly’ clean files used in our experiments are actually
labeled by these AV engines using the rule described in subsection
4.1. Therefore, AV engines are supposed to have a better false pos-
itive rate than their normal performance. Another thing is, even
though we got the scan results of all 78 AV engines from VirusTotal,
here we just list the ones with the best performance or ones that
are already popular and widely used in security programs such as,
Kaspersky, Cylance and McAfee.
Table 7 lists parts of the AV engines’ scanning result on the
testing split of the DREBIN set. Comparing to the result of our FM
method we can see that our method outperforms most of the AV
engines, with a precision of 99.91% and 0.09% FPR. For F1 score, our
method outperforms 7 out of 10 AV engines, which is remarkable.
And for those engines that have better recall or F1 score than
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Table 6: Test result on AMD set with threshold 0.5. Here the name of Algorithm “NB-Gaussian” refers to the naive Bayes
classifier using Gaussian kernel, and the same for “NB-Bernoulli” and “NB-Multinomial”. The algorithm “MLP” refers to the
multiple layer perceptron algorithm.
Algorithm FM SVM NB-Gaussian NB-Bernoulli NB-Multinomial MLP
Precision% 99.35 97.01 80.64 90.29 92.20 98.93
Recall% 99.20 96.87 99.35 99.41 99.54 99.16
F1% 99.28 96.94 89.02 94.63 95.73 99.05
FPR% 0.93 4.24 33.88 15.19 11.97 1.52
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Figure 7: ROC curves for all the baseline algorithms and
our FM method on AMD test set. Here the name of Algo-
rithm “NB-Gaussian” refers to the naive Bayes classifier us-
ing Gaussian kernel, and the same for “NB-Bernoulli” and
“NB-Multinomial”. The algorithm “MLP” refers to the mul-
tiple layer perceptron algorithm.
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Figure 8: Zoomed in upper-left part of the ROC curves for
all the baseline algorithms and our FMmethod on AMD test
set.
what our method presented would often have either much worse
precision or FPR, e.g. AV5, AV7 and AV10. Only several AV engines
have a comparable overall results, e.g. AV2, AV4.
Table 8 shows the scan results of the test part on the AMD dataset.
This time, our FM model outperforms all of the AV engines with a
F1 score of 99.28. Also for FPR our model still outperforms 5 out
of 10 AV engines, this is also remarkable cause all AV engines are
supposed to at least have a good FPR. We also found that on this
data set most of the AV engines (include those that are not shown
here) give worse recall score compared with what they get on the
DREBIN set, but still have a good FPR. This is reasonable, because on
one hand, remember that those AV engines all use signature-based
malware detection method so they cannot discriminate against a
piece of malware unless said malware has been seen before and
recorded in the AV’s database. To clarify, they can not detect newly
emerged malware without a database update. On the other hand, as
mentioned before, all malware in the DREBIN dataset was collected
before 2014 and the AMD set are was released last year, containing a
fresher stock of malware. So the detection rate for some AV engines
could fall if they did not include the most recently malware in their
data base. For FPR, in the case of a signature-based AV, they don’t
have to keep clean file records, because if no match was found
in the database for a given signature the scanner would then not
report the file as malicious. That’s why most of the AV engines
would have a worse detection performance on the AMD set than
what they have on the DREBIN set while maintaining good false
positive rates.
4.3 Malware Family Detection
Another important task for Android malware detection is malware
family classification. To evaluate our model on this task, we built
another two data sets. Details about those two data sets are shown
in the first column of Table 9 and Table 10 respectively. All samples
from the 6 largest malware families in the DREBIN set and another
1, 500 clean files form the first data set. The second dataset contains
all samples from the 7 largest malware families in the AMD dataset
and also 1, 500 clean applications. To shown our model’s capacity to
distinguish one malware family from other families as well as clean
files, each time we label all the samples from one family as "True"
and samples from all the other families as "False" then shuffle and
randomly split the dataset into training (80%), to train a new model,
and test set (20%) to evaluate the model. Notice that if the "clean"
family is labeled as ‘True’ this is then actually a malware detection
task.
Table 9 gives the experimental results of malware family detec-
tion on the DREBIN set. As is shown, our model can achieve a
weighted average detection accuracy of 99.04% with an average
false positive rate of 0.187%. In particular, all families show a recall
score above 0.93, precision score above 0.98, F1 score above 0.96
and false-positive rate below 0.4%. For family Plankton our model
produces a perfect result with an F1 score of 1.0 and FPR of 0. This
is much better than what was presented with DREBIN [4], where 20
of the largest malware families are involved without clean samples,
it got an average detection rate of 93%, false-positive rate of 1% and
detected all families at rates above 90%.
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Table 7: Performance of VirusTotal scanners on DREBIN test set.
Scanner FM AV1 AV2 AV3 AV4 AV5 AV6 AV7 AV8 AV9 AV10
Precision% 99.91 99.91 99.64 62.84 99.91 59.03 99.63 50.09 99.84 97.78 61.42
Recall% 99.01 98.74 99.46 99.10 99.28 100.0 97.21 99.91 54.64 94.96 100.0
F1% 99.46 99.32 99.55 76.91 99.59 74.24 98.41 66.73 70.62 96.35 76.10
FPR% 0.09 0.089 0.357 58.073 0.089 68.778 0.357 98.66 0.089 2.141 62.27
Table 8: Performance of VirusTotal scanners on AMD test set.
Scanner FM AV1 AV2 AV3 AV4 AV5 AV6 AV7 AV8 AV9 AV10
Precision% 99.35 99.73 99.70 70.36 99.57 62.60 99.84 58.86 99.67 97.50 68.06
Recall% 99.20 93.82 98.84 99.83 67.26 80.84 53.35 99.64 56.65 68.92 90.17
F1% 99.28 96.69 99.27 82.55 80.29 70.56 69.54 74.00 72.24 80.76 77.57
FPR% 0.93 0.358 0.418 59.73 0.42 68.60 0.119 98.96 0.269 2.507 60.12
Table 9: Family classification results on DREBIN dataset.
Family Samples Precision% Recall% F1% FPR%
FakeInstaller 925 99.52 99.52 99.52 0.126
DroidKungFu 666 100.0 98.57 99.28 0.00
Plankton 625 100.0 100.0 100.0 0.00
Opfake 613 98.43 98.43 98.43 0.229
GinMaster 339 98.70 98.70 98.70 0.108
BaseBridge 330 100.0 93.90 96.86 0.00
Clean 1500 98.99 100.0 99.49 0.426
Average — 99.33 99.04 99.17 0.187
Table 10: Family classification results on AMD dataset.
Family Samples Precision% Recall% F1% FPR%
Airpush 7606 99.73 99.54 99.64 0.162
Youmi 1256 99.60 97.66 98.62 0.027
Mecor 1762 100.0 100.0 100.0 0.00
FakeInstaller 2129 99.77 100.0 99.89 0.028
Fusob 1238 100.0 100.0 100.0 0.00
Kuguo 1122 100.0 96.73 98.34 0.00
Dowgin 3298 99.69 98.48 99.08 0.060
Clean 1500 96.97 96.00 96.48 0.244
Average — 99.57 98.94 99.25 0.095
The results on the AMD set are shown in Table 10. On this
dataset, our method managed an average detection rate of 98.94%
with a 0.095% false positive rate. All families show a recall score
above 96%, precision above96.7%, F1 score above 96.48% and false
positive below 0.25%. We can tell that the overall performance on
the AMD set is slightly better than what was produced with the
DREBIN set. This may because the samples for each family on the
AMD set are much larger than we have on DREBIN set.
In summary, the FM method achieves great performance for
malware family classification and can be used to predict the family
of a piece of malware if enough training samples are provided.
4.4 Processing Time Evaluation
In this section, we evaluate the processing time efficiency of our
malware detection model. As is shown in previous sections, our
system consists of four parts. Normally, the last two phases, encod-
ing and classification, take much less time than feature extraction
and decompiling. Also, for different applications these two phases
would often take a fixed processing time due to the fixed feature
space size. Therefore, we focused on evaluating the processing time
for unpacking, decompiling and feature extraction, then give out
an average processing time for all applications on the encoding and
prediction phase.
The evaluation was done on a virtual machine hosted on ESXi.
The VM is running Ubuntu 16.04 with a memory of 4G and 2 CPUs.
We randomly sampled 3, 794 AMD samples, 6, 120 clean files and all
the 5, 560 DREBIN samples to test this experiment. The results are
shown in Fig 11; the three figures in the first row show the relation
between dex source code size and processing time. The figures in
the second row show the relation between apk file and processing
time. We can tell from the figure that the processing time and dex
code size almost have a linear relation and for samples in those
three datasets the slops are approximately similar to 0.4. There is
no fixed relation between apk file size and processing time and
this is because apart from the dex code and manifest file, an apk
also contains other resource files like HTML, figures, etc. In some
applications these files may take a lot of space, for example games,
while for others this is not the case. The histogram of processing
time and dex code size of all 15, 474 samples are shown in Fig 9 and
Fig 10 respectively. We can see, over 78% of samples have a dex code
size of less than 3MB and over 70.6% samples have a processing
time of less than 5 seconds. On the same samples we also measured
the mean time for encoding and prediction. The former took our
system an average 4.7ms and 0.021ms for the latter.
Compared with DREBIN [4], it seems that our system does not
have much of an advantage in processing time. However, this is not
the case. To begin with, the test is done on a system that is not fully
integrated, the output of Smalisca is first written into a json file
and then reload into RAM for further processing. The I/O between
RAM and flash storage would often take a long time. Secondly, the
feature sets used in our system are simpler and smaller than sets
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Figure 9: Dex source code size distribution for the 15, 474 sam-
ples from AMD (3, 794), DREBIN (5, 560) and real-world apps
(6, 120) from online app stores.
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Figure 10: Processing time distribution for the 15, 474 sam-
ples from AMD (3, 794), DREBIN (5, 560) and real-world apps
(6, 120) from online app stores.
used in DREBIN, so under same condition our system should take
less processing time than DREBIN.
5 RELATEDWORKS
Static analysis of Android applications focuses on analyzing internal
components of an application, it is able to explore all possible
execution paths in malware samples and has long been used for
detections of malicious behaviors and application vulnerabilities.
This analysis typically based on source code or binary analysis to
search for malicious patterns.
Some works focus on the detection of specific malicious behavior
such as privacy breach and over privilege. For example, [17, 23]
goes through source code with a predefined source and sinks to
find a potential private breach. [13] further examines all the URL
addresses to see if the app is trying to steal users’ private informa-
tion. Stowaway [10] detects over privilege in Android applications
by comparing the maximum set of permissions needed for an app
with the actual request permissions. [14] uses data flow analysis
for security certification. However, static taint-analysis and over
privilege are prune to false positive.
Other works [4, 8, 21, 31, 41] try to directly classify an application
as malicious or benign through permissions requests analysis for
application installation (e.g. [2, 11, 18]), control flow (e.g. [24, 25]),
or signature-based detection (e.g. [12, 19]). These works take differ-
ent approaches in both the feature extraction and the classification
phase. Peiravian and Zhu [31] used permission and API calls as
features and SVM, decision trees and ensemble as classifiers. [8]
tried random forest, SVM, LASSO and ridge regression on features
based on system calls. Hindroid [21] built a structured heteroge-
neous information network (HIN) with Android application and
related system APIs as nodes and their rich relationships as links,
and then used meta-path for malware detection. DREBIN [4], which
extracted features from manifest files and source code, including
permissions, hardware, system API calls and even all the URLs,
and then uses SVM as the final classifier for malware detection.
Differentiating ourselves from existing works and instead of only
focusing on feature engineering and ignoring the importance of
choosing a suitable algorithm. After acquiring the feature represen-
tations of apps, we first make two observations. Then the optimum
machine learning algorithm that handles our problem the best is
chosen for malware detection according to the observations.
Lots of recent works are trying to find malicious behavior pat-
terns through control flow graphs or call graphs. AppContext [43]
classifies applications using machine learning based on the contexts
that trigger security-sensitive behaviors. It builds a call graph from
an application source code and extracts the context factors through
information flow analysis. It is then able to obtain the features
for the machine learning algorithms from the extracted context.
In this paper, 633 benign applications from the Google Play store
and 202 malicious samples were analyzed. AppContext correctly
identifies 192 of the malware applications with an 87.7% accuracy.
Gascon et al. [15] also utilized call graphs to detect malware. After
extraction of call graphs from Android applications, a linear-time
graph kernel is applied in order to map call graphs to features.
These features are given as input to SVMs to distinguish between
benign and malicious applications. They conducted experiments
on 135,792 benign and 12,158 malware applications, detecting 89%
of the malware with 1% of false positives. This kind of method
relies heavily on the accuracy of call graph extraction. However,
current works like FlowDroid [5] and IC3 [29, 30] cannot fully solve
the construction of Inter-component control flow graphs (ICFG),
especially the inter-component links with intents and intent filters.
6 LIMITATIONS AND FUTUREWORKS
Our system takes advantage of machine learning to recognize ma-
licious behavior patterns for malware detection. While machine
learning techniques provide a powerful tool for automatically infer-
ring models, they require a representative dataset for training. That
is, the quality of the detection model depends on the availability
and quality of both malware and benign applications. While it is
straightforward to collect benign applications, gathering recent
malware samples is not that easy and requires some technical effort.
Fortunately, offline analysis methods, such as DroidRanger [46]
and RiskRanker [19], can help to acquire malware and provide the
samples for updating and maintaining a representative dataset in
order to continuously update our model.
Another limitation for our system is processing time. We plan
to integrate our system into Wedge networks’ in-line, real-time
security solution which only allows us to have millisecond-scale
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Figure 11: Scatter plot of processing time vs. file size. Figures in the first row illustrate how long it takes in terms of dexcode
file size, and those in the second row illustrate that of APK file size. Three columns refer to clean files, malware samples in
the DREBIN dataset, and malware samples in the AMD dataset, respectively.
processing time. As mentioned before, for encoding and prediction
our system takes about 4.8ms, however, decompiling and feature
extraction is on the order of seconds. Fortunately, we still have
space to improve our system’s time efficiency such as reducing I/O
and finishing all work at once in main memory (RAM), or even
using Application-specific integrated circuits (ASIC) such as FPGAs
for speed up. In addition, we note that decompiling apk files can fail
when using some existing tools. In our experiments, we observed
such failures for some files, and we found that malware samples
are more likely to fail in decompiling. This is in our expectation
as malware samples may use some additional techniques like code
obfuscation that may lead to failures of decompiling, so the ability
of decompiling also limits that of Android malware detection.
7 CONCLUSION
Dynamic analysis, on it’s own, is insufficent to protect Android
end-users. However, in some cases only static analysis is necessary,
for example real time protection systems. In this paper, instead of fo-
cusing only on feature engineering, we further find the importance
of including interaction terms across features for the discovery of
malicious behavior patterns. The features used to represent an appli-
cation are app components, hardware features, permissions, intent
filters from the manifest file and restricted APIs, suspicious APIs
and used permissions from source code. Based on the extracted
features, a highly sparse vector representation was constructed
for each application using one-hot encoding. We then propose a
factorization-machine-based malware detection system to handle
the high sparsity of vector representation and model interaction
terms at the same time. To the best of our knowledge, this is the
first for using FM models for malware detection. A comprehensive
experimental study on real sample malware collections, DREBIN
and AMD datasets, and clean applications collected from online app
stores was performed to show the effectiveness of our system on
malware detection and malware family identification tasks. Promis-
ing experimental results demonstrate that our method outperforms
existing state-of-art Android malware detection techniques as well
as commercial antivirus engines. Furthermore, we also evaluated
the processing time efficiency of our model.
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