Abstract-Modern scientific computations are usually dataintensive, involving large-scale, heterogeneous and structured scientific datasets. Modeling, organizing, and processing scientific data have become key challenges for scientific workflow management systems (SWFMSs). In contrast to business data, which is usually relational and stored in databases, scientific data is often hierarchically organized and collection oriented. Although several data models have been proposed for SWFMSs, none of them provides a formal data model with a set of well-defined operators. In this paper, we take a first step towards formalizing a collection-oriented data model, called collectional data model, to model hierarchical collectionoriented scientific data, and a set of well-defined operators to manipulate and query such data. We then apply the collectional data model to VIEW, a dataflow-based scientific workflow composition framework, whose workflow constructs are extended to support collections. We implement our techniques and validate them by a case study in a biological simulation project.
I. INTRODUCTION
Scientific workflow has been recognized as a critical approach to enable scientists to structure and orchestrate complex scientific computations. Modern scientific computations are usually data-intensive, involving large-scale, heterogeneous and structured scientific datasets. Modeling, organizing, and processing scientific data have become key challenges for scientific workflow management systems (SWFMSs) [1] .
In contrast to business data, which is usually relational and stored in databases, scientific data is often hierarchically organized and collection oriented. In this paper, we argue that a scientific workflow data model should meet the following requirements. First, a scientific workflow data model should be collection oriented. Scientists often work with collection oriented datasets, such as arrays, lists, tables, or file collections, which are generated from various instruments or simulations [2] . Therefore, it is important that a scientific workflow data model can support such collectionoriented data structures. Moreover, a collection-oriented data model enables data parallelism in scientific workflows, such that multiple runs of the same workflow can be performed in parallel over collections of data. Second, a scientific workflow data model should support nested data structures.
On one hand, scientific data is often hierarchically organized. For example, physiologists often classify their clinical data by different patients and dates, forming a hierarchical cluster of data. On the other hand, in scientific workflows, workflow tasks often produce lists of data products, and the execution of a workflow composed from such tasks can create increasingly nested data collections [3] . Finally, a scientific workflow data model should provide well-defined operators and their arbitrary compositions to manipulate and query scientific data collections. Such operators can become the basis for a higher-level declarative workflow language and provide a mathematical foundation for query and workflow optimization.
Although several collection oriented data structures have been proposed for SWFMSs [4] [3] [5] [6] , a formal data model with a set of well-defined operators is still missing. In this paper, we take a first step towards formalizing such a collection oriented data model. While the relational data model is based on the notion of relation, we introduce the term collectional in our proposed collectional data model to emphasize that our data model is built on the notion of collection. Our major contributions are: 1) we propose a collection structure to model hierarchical collection-oriented scientific data, and a set of operators to manipulate and query such data; 2) we apply the proposed model to VIEW, a scientific workflow composition framework, whose workflow constructs are extended to support collections; 3) we implement the proposed model and present a case study in a biological simulation project to validate our techniques. Being orthogonal to a workflow model, the proposed collectional model can be used in any SWFMS. To our best knowledge, this is the first algebraic approach to modeling collection-oriented scientific data.
II. A COLLECTIONAL SCIENTIFIC WORKFLOW DATA MODEL
Following the terminology in the relational model [7] , a datum is associated with a domain. For the purpose of this paper, we restrict the set of atomic domains: Based on the relational model, we propose a collectional model with relations as building blocks. First we introduce the central construct in our model, the collection. Definition II.1. A collection C is a tuple < C, c > where C is a collection schema and c is a collection instance of that schema.
Definition II.2. A collection schema is a pair < K, V > where
• K, the key, is a pair k : d where k is the key name and d is the domain name.
• V , the value, is either a relation schema or a collection schema.
A collection is nested if V is a collection schema. Intuitively, a nested collection can be considered as a tree-like structure in which all the leaves are relations and each level of the collection is identified by a unique key.
Definition II.3. The height of a collection schema C = < K, V >, denoted by H(C), is defined as follows:
More generally, we use an expanded notation < k 1 : 
A collection C is valid iff the collection instance conforms to the collection schema.
As an example, Figure 1 illustrates an instance of the collection Parameters with the collection schema < M odel : String, Experiment : Integer, < Concentration : Double, Since collections are sets, the set operators are applicable to collections. However, similarly to relational algebra, the union and the set difference operators cannot be applied on arbitrary collections. We therefore limit the scope of the union and the set difference operators and apply them only on union-compatible collections, which are defined as follows:
As an example, Figure 2 illustrates two collections M 1 and M 2 that are union-compatible.
Union is a binary operator that calculates the union of two collections. More specifically, given two collections C 1 =< C 1 , c 1 > and C 2 =< C 2 , c 2 > as inputs, a union operation is specified as C 1 ∪ c C 2 , resulting in a collection C =< C , c > where the schema C = C 1 = C 2 , and:
The union operator satisfies both commutativity and associativity:
Figure 3(a) illustrates the union of M 1 and M 2 which contains all the results of both collections with duplications eliminated.
Set difference (− c ) Set difference is a binary operator that calculates the difference of two collections. More specifically, given two collections C 1 =< C 1 , c 1 > and C 2 =< C 2 , c 2 > as inputs, a set difference operation is specified as C 1 − c C 2 resulting in a collection C =< C , c > where the schema C = C 1 = C 2 , and:
Figure 3(b) illustrates the difference of M 1 and M 2 which returns the items that belong to M1 but not to M2.
Selection (σ c ) Selection is a unary operator that selects the elements which satisfy the selection condition. More specifically, given a collection C =< C, c > as input where that consists of atoms and logical operators ∧ (and), ∨ (or), and ¬ (negation). An atom can be any one of the following:
• kθv where k ∈ k 1 , ...k n is a key name and v is a constant value belonging to the same domain of key k.
• aθb where a and b are attribute names of R.
• aθv where a is an attribute name of R and v is a constant value belonging to the same domain of attribute a. where θ is a binary operator in the set <, ≤, =, >, ≥. The schema of the resultant collection is equivalent to C, and we define the selection operator at the instance level as follows:
The selection operator satisfies the following properties: Figure 4 (a) illustrates a selection of the P arameters collection which selects the parameter set of the experiment '1' under model 'M1'.
Projection (π c ) Projection is a unary operator that extracts sub-collections from the input collection. More specifically, given a collection C =< C, c > as input where the schema C
in which ψ is a sequence in the form of k, a 1 , ...a n where:
• a 1 , ...a r are a sequence (zero or more) of attribute names in the relation schema R. The schema of the resultant collection is Theorem II.1. Given two collection schemas C 1 and C 2 , if
We then define the projection operator at the instance level as follows:
The projection operator satisfies the following properties: Figure 4 (b) illustrates a projection of the P arameters collection in which the 'Model' key is deleted and the 'Experiment' key becomes the root level. 
Cartesian product (× c ) In order to define the Cartesian product between two collections, we first define the Cartesian product between a relation and a collection. Given a relation R =< R, r > and a collection C =< C, c > where
Now we are able to define the Cartesian product between two collections. Given two collections C 1 =< C 1 , c 1 > and C 2 =< C 2 , c 2 > as inputs, a Cartesian product operation can be specified as
The resultant collection instance c is defined by the following equation:
Our collectional model is an ordered model and our Cartesian product operator does not satisfy commutativity. However, our Cartesian product satisfies associativity:
Similar to the relational model, naming conflicts can arise in some cases. For example, given two collections M 1 and M 2 in Figure 2 which contain the same key names, the resultant collection of operation M 1 × c M 2 will have a naming problem as it contains duplicate key names. To overcome this problem, we introduce the following renaming operator.
Renaming (ρ c ) Renaming is a unary operator that changes a key name or a column name. More specifically, given a collection C =< C, c > as input where the schema C =< Figure 5 illustrates an example of the composition of the renaming and the Cartesian product operators to calculate the Cartesian product of collections M 1 and M 2 . By applying the renaming operator the naming conflicts are resolved.
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From the above definitions, we can conclude:
Theorem II.2. The set of collections is closed under union, set difference, selection, projection, Cartesian product, and renaming.
The proposed collectional operators can be composed arbitrarily to form more complex operations and the result will always be a collection. As an example, given a collection M 1 in Figure 2 , a scientific query "select all the models whose results are better than the result of model m1" can be expressed as π
. A workflow representation of this query will be shown in Section 3.
We also introduce several derived operators such as θ-Join, equijoin, natural join. Due to page limit, we will skip the semantics of these operators not describe them here.
III. COLLECTIONAL SCIENTIFIC WORKFLOW
COMPOSITION We have previously proposed a dataflow-based scientific workflow composition model with composable workflow constructs which are based on a list-oriented data model [8] . In this section, we discuss the application of the collectional model in scientific workflow composition.
In VIEW, a scientific workflow consists of a workflow interface and a workflow body. The workflow interface contains the logical workflow definition which is a tuple (wid, IP, OP), where wid is the unique identifier of the workflow, IP = {i 1 , i 2 , · · · , i m } is the set of input ports, and OP = {o 1 , o 2 , · · · , o n } is the set of output ports. All the inputs and outputs of workflows are required to be collections. The workflow body contains the physical implementation of the workflow.
In our workflow composition model, workflows are the only operands for workflow composition. Tasks such as Web services, Cloud services, local or remote executable programs, are generalized by a task model [9] and constructed as primitive workflows. Since in practice, not all scientific data, especially raw data, will conform to the collectional data model, we propose a set of data transformers to convert source data, such as arrays, file collections, and datasets in HDF [10] and NetCDF [11] formats, to collectional data, which can be queried and manipulated by our collectional scientific workflows. For example, an array can be easily transformed to a collection whose key belongs to the domain of natural numbers. Therefore, although the inputs and outputs of tasks can be heterogeneous, they can be casted to collections which are the only data products for workflow processing. We have proposed a set of workflow constructs, including Map, Reduce, Conditional, and Loop, which are fully composable one with another. Based on the collectional model, we extended four unary workflow constructs to support the collectional model as shown in Figure 6 . Below, we illustrate collectional workflow composition by three example workflows taken from the TangoInSilico project [12] , which will be described in Section 4.
Parallel processing. Given a Simulation workflow, which takes a relation of parameters and an integer indicating the number of experiments as inputs (in this case, 20) and outputs the number of successful matings, Figure 7 illustrates the ParallelSimulation workflow created by applying the composition of two Map constructs on the Simulation workflow. The ParallelSimulation workflow takes a collection of parameters as input, and executes the Simulation workflow for each set of parameters in parallel. The collectional model supports the same nested parallelism as the list model. However, in contrast to the list model, which uses only integer indices, the collectional model uses explicit keys for indexing. This provides a more meaningful hierarchical organization classified by Model and Experiment. Furthermore, the collectional model uses relations to represent table-like parameters. As a matter of fact, the list model is a special case of the collectional model where the key values are integers.
Parallel aggregation. Figure 8 illustrates the ParallelAggregation workflow created by applying the composition of the Map and Reduce constructs on an Addition workflow. The resultant workflow takes the output of the ParallelSimulation workflow, and aggregates the results for each model. Because of the set-oriented nature of collectional model, the aggregation order is often not important. We propose a parallel version of the Reduce construct which is implemented by tree-like parallel aggregations (a binary tree in this example is shown in Figure 9 .) Collectional Query. Figure 10 illustrates the Query workflow that executes a scientific query "select all the models whose results are better than the result of model m1" as introduced in Section 2. The Query workflow is created by applying a G2W construct (a construct to map a workflow graph to a workflow) on a workflow graph. The workflow graph consists of several primitive workflows that implement collectional operators.
IV. IMPLEMENTATION AND A CASE STUDY
The proposed collectional model and framework have been implemented in a new version of the VIEW system [1] . Below, we introduce a biological simulation project, called TangoInSilico, in order to validate our techniques.
The TangoInSilico project developed a simulation model to study the behavior of the marine worm Nereis succinea. Scientists observed that female worms excrete a pheromone which can be attractants for the opposite sex in many environments and the male worms change their moving speed and directions when they sense the pheromone. Scientists proposed a hypothesis that male responses to low concentrations of pheromone excreted by the female worms can facilitate finding females. We designed simulation and analysis workflows using the VIEW system to test this hypothesis.
The simulation model consists of more than twenty parameters, e.g., concentration of pheromone, initial degree of the male worm. Scientists need to run the same Simulation workflow thousands of times with different combinations of parameter sets in order to adjust the parameters and test the hypothesis. One key challenge of this project is to systematically manage the large set of parameters and results in order to facilitate scientists to do statistic analysis and scientific queries. We adopted a list oriented approach in the previous scientific workflow composition model [8] . Although the list structure supports the parallel processing with our workflow constructs, it cannot effectively organize the hierarchical and table-like parameter datasets, and limited querying and data manipulation power. To address those issues, we apply the collectional model to this project. Due to page limit we only illustrate three simplified workflows as examples, which have been presented in the previous section.
V. RELATED WORK
As scientific workflow becomes an active research area, there is a growing interest in the development of a data model for scientific workflow management systems. Kepler [13] proposes a collection-oriented model in which a collection is a named set of heterogeneous data which can contain sub-collections to form a nested collection. Our collectional data model is different from Kepler's nested data collection model. On one hand, a collection in Kepler is an XML-like semistructured data structure, consisting of labeled data items, metadata items, and nested collections with possible different types and nesting levels, while our collection is structured, consisting of data items of the same type, or consisting of nested collections with the same schema and nesting levels. A more structured model is much easier to understand and organize and can lead to better performance. On the other hand, we have defined several collectional operators that generalize their relational counterparts, no such operators have been defined in Kepler's nested data collection model. Taverna [4] adopts a list based data model, in which string is the only atomic data type and nested list is the only data construct. Taverna provides implicit iteration to support parallel processing of lists data products and allows a user to specify the iteration strategy on the processor to combine multiple lists with cross product or dot product. Swift [5] supports atomic data types such as integer and string, as well as a "mapped type", which maps data directly to files on disks. Swift also supports the Array structure and user-defined structures, which are similar to those used in conventional programming. ASKALON [14] proposes a simple collection model which is an ordered list of data elements. However, their work mainly focuses on mapping a collection of data into a processor array by four collection distribution constructs, and the formalization of the logical collection model is limited. Pegasus [15] supports File as the only data type and data operations rely on user defined tasks. VisTrails [6] supports common atomic data types including File and provides List and Tuple data structures. GridDB [16] introduces the relational model into Grid workflows by using a Set construct to cast atomic data into relations. The relational operators can then be introduced into workflows as primitive tasks. However, GridDB does not support hierarchical data collection. Google MapReduce [17] adopts a simple data model which is a collection of key-value pairs. However, this model does not support nested collections. Pig Latin [18] proposes a nested data model in which tuples are basic building blocks. Pig Latin provides the Bag structure to construct collections of tuples and the Map structure to construct collections of key-value pairs where the values can be of any data types. The schemas of Bag and Map are loose in that data items within one collection can be of different types. Pig Latin does not provide operators except for basic storage and retrieval. DryadLINQ [19] adopts the LINQ data model consisting of strongly-typed collections of .NET objects. LINQ supports data collections including the dictionary data structure which contains key-value pairs and provides SQLlike operators. However, nested dictionary structure is not supported so far.
Our collectional model is closely related to but differs from the nested relational data model for databases [20] . First, a collection is a set of key-value pairs in which key must be unique and value can be either a relation or another collection structure. The ordered nature and simplicity of collection schema leads to a set of simpler but expressive collectional operators that are amenable to efficient implementation. Second, our collectional model is an ordered model, therefore, our definitions of selection, projection, and Cartesian product are dramatically different from their nested relational counterparts. For example, while the nested relational model requires to specify all the column names to be preserved, our projection operator requires to specify only the first key that needs to be preserved and automatically preserves all the keys inside. This difference is not only a syntax abbreviation but also leads to new properties. Finally, while the nested relational model is introduced for the storage and querying of structured data, our collectional data model is designed beyond such usage; collections are first-class data objects that are produced and passed from one workflow task to another for further complex computation and analysis, which are not necessarily database operations.
Finally, while our proposed collectional model is targeted for scalable processing of scientific data, we expect that the collectional model can work synergistically with semantic technologies for semantic data retrieval and presentation [21] and semantic composition of scientific workflows [22] .
VI. CONCLUSIONS AND FUTURE WORK
In this paper, we formalized a collectional data model as the basis for a scientific workflow composition framework. Our method seamlessly leverages the advantages of the relational model and database techniques into scientific workflows and we demonstrated the use of our techniques in modeling biological simulation applications. In the future, we plan to develop a formal scientific workflow algebra based on the collectional data model. We also plan to investigate the feasibility of applying our work to Cloud data management.
