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Quando surge um problema doméstico ou uma demanda de algum serviço a ser rea-
lizado na vida das pessoas, por exemplo, imprevistos com encanamento ou rede elétrica,
serviços de jardinagem ou pintura, elas tendem a contratar alguém para prestar o serviço,
já que, em muita das vezes, não possuem experiência para realizar tal tarefa. Para solucio-
nar esse problema, propõe-se a aplicação Severino, um sistema multiplataformas capaz de
fazer uma interação simples e direta entre proĄssionais e clientes empregadores. Diante
disso, a aplicação proporcionará aos usuários uma interface intuitiva e inovadora para
que possam se cadastrar e navegar a procura por diversos serviços com seus respectivos
proĄssionais. Assim, para o melhor entendimento do problema dos usuários, essa mono-
graĄa aborda a construção do back-end ao qual foi feito um processo de levantamento
de requisitos e a modelagem de banco de dados, além de ter criado uma prototipagem
anteriormente, a Ąm de que o sistema Ąnal fosse uma experiência agradável aos usuários
para, assim, terem maior adesão a aplicação e auxiliar na implementação do sistema que
é composto por uma API REST e por um banco de dados, o qual alimenta os sítios da
web e o aplicativo mobile da aplicação Severino.




When there is a domestic problem or a demand for some service to be performed in
peopleŠs lives, for example, unforeseen problems with plumbing or electricity, gardening
or painting services, they tend to hire someone to provide the service, since in a lot of
sometimes, they do not have the experience to perform such a task. To solve this problem,
the Severino application is proposed, a multiplatform system capable of making a simple
and direct interaction between professionals and employers. Therefore, the application
will provide users with an intuitive and innovative interface so that they can register and
browse the search for various services with their respective professionals. Thus, for a
better understanding of the usersŠ problem, this monograph addresses the construction
of the back-end, which was carried out through a requirements gathering process and the
database modeling, in addition to having previously created a prototyping, in order for
the Ąnal system to be a pleasant experience for users to, thus, have greater adherence to
the application and assist in the implementation of the system, which is composed of a
REST API and a database, which feeds the sites web and the mobile application of the
Severino application.
Keywords: System Back-end, Development, Severino Application, Service Contracting.
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O Brasil é um dos países com o maior número de trabalhadores informais ativos, o que
se deve a alta taxa de desemprego e a falta de mão de obra qualiĄcada. Em dezembro de
2020 a taxa de informalidade atinge 39,5%, o que signiĄca que cerca de 34,029 milhões
de trabalhadores não atuam em um emprego com carteira assinada e não possuem a
segurança de uma renda Ąxa (RIO, 2021). Ainda no ano de 2020, a percentagem do
desemprego subiu para 14,7% (IBGE.GOV.BR, 2021), sendo que todos esses aumentos
nas estatísticas brasileira está relacionado, dentre outros fatores, ao cenário complexo de
pandemia em que estamos vivendo, logo as pessoas estão tendo que se reinventar e, cada
vez mais, são incentivados a buscarem formas alternativas de renda. Com isso, é cada
vez mais comum encontrar trabalhadores atuando em plataformas como IFood, Uber,
Rappid, dentre outros.
Diante desse cenário de intensa migração do ambiente trabalhista e como não há muitas
aplicações no mercado brasileiro que possui a mesma entrega, surgiu a ideia de criar o
Severino, uma aplicação a qual os usuários podem contratar proĄssionais, de forma rápida,
para prestar diferentes serviços. Assim, observa-se que a plataforma beneĄcia tanto os
trabalhadores informais, de qualquer área de serviços, que encontram clientes e têm, como
consequência, um aumento ou obtenção da renda salarial, quanto os usuários que precisam
encontrar alguma prestação de serviço em especíĄco para o seu dia a dia. Ademais, nessa
aplicação, os diversos proĄssionais podem, ainda, acessar a plataforma para divulgarem
seus trabalhos e experiências como forma de marketing pessoal.
Em suma, procurar por proĄssionais em listas telefônicas, panĆetos, ou na internet
para contratar algum serviço, se tornou obsoleto, assim como buscar por indicações pro-
Ąssionais no meio social, pois, a plataforma fornece uma aplicação simples, soĄsticada
e intuitiva com todas as informações necessárias para contratar um proĄssional rapida-
mente, prestadores de serviços esses que não possuem, na grande maioria dos casos, um
meio de comunicação com seus clientes, dado isso os trabalhadores Ącam sujeitos a espe-
rarem que os empregadores entrem em contato com eles, para enĄm, serem contratados.
Optou-se pelo nome ŞSeverinoŤ em homenagem ao personagem do programa de tele-
visão ŞZorra TotalŤ, o qual exercia diversas funcionalidades além da sua proĄssão, sendo
assim, já que a aplicação oferece diferentes serviços a serem contratados foi feita uma ana-
logia com a intenção de que a funcionalidade da plataforma seja intuitiva aos usuários.
O Severino se constitui de quatro partes técnicas diferentes, as quais se complementam,
sendo elas, uma página web para apresentar aos usuários os proĄssionais, um aplicativo
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mobile com o mesmo intuito, outra página web responsável por realizar o cadastro dos
trabalhadores e, por último, o back-end que guarda e fornece informações para as demais
partes.
Dessa forma, por ser uma aplicação complexa, para construí-la foi feita a união de três
integrantes do curso de Ciência da Computação da Universidade Federal de Uberlândia,
sendo o aluno Gabriel Mendes responsável pelas páginas webs, João Daniel pelo aplicativo
e Pedro Teixeira pelo back-end da aplicação web e mobile.
O foco dessa monograĄa é abordar os passos para a construção do back-end, o qual se
constitui de uma API REST que fornece endpoints para estabelecer a conexão entre os
sistemas por meio de requisições HTTP que tem como Ąnalidade fazer o tráfego de dados
entre o banco de dados relacional e os front-ends.
1.1 A aplicação Severino
1.1.1 Motivação
A necessidade de criar uma API REST que fornecesse dados para os sítios da web e
o aplicativo mobile da aplicação Severino é o motivo para a construção da monograĄa.
Com essa API espera-se fazer com que ambas as plataformas funcionem perfeitamente,
tanto a web quanto a mobile, pois a partir delas que é feito o tráfego de informações e
o armazenamento dos dados no banco de dados relacional. Além disso, a criação desse
software pode mudar a vida de milhares de pessoas pelo Brasil, visto que o proĄssional têm
a oportunidade de divulgar seu trabalho e aumentar sua renda e os clientes empregadores
podem ter um acesso simples e rápido a esses proĄssionais.
1.1.2 Usuários
A aplicação possui dois tipos de usuários, clientes empregadores e os prestadores de
serviços.
1. O cliente empregador é a pessoa que está com alguma atividade em pendência e
precisa de algum proĄssional para realizá-la ou auxiliá-lo. Dessa forma, o cliente
usa a aplicação para pesquisar por um serviço em especíĄco que necessita e, então,
encontra uma lista de proĄssionais que realizam tal tarefa, além disso, podem ter
acesso ao perĄl do proĄssional, o que permite ao cliente empregador ter uma análise
melhor do trabalhador, a Ąm de escolher o mais capacitado para o serviço.
2. O usuário prestador de serviço pode usar a aplicação como forma de obter uma
nova renda salarial, ou então, para a divulgar o seu trabalho e aumentar a sua
rentabilidade. O trabalhador possui uma página especíĄca onde pode realizar seu
cadastro, editar seu perĄl com informações relevantes, tais como, formas de contato,
experiência proĄssional e serviços que realiza. Por Ąm, após seguir os passos da
página web, o proĄssional esta apto a ser contratado por algum cliente empregador.
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1.1.3 As dores dos usuários
A diĄculdade do cliente empregador surge quando algum imprevisto acontece em seu
cotidiano ou ele necessita de algum serviço em especíĄco e possui diĄculdade para encon-
trar algum proĄssional que possa ajudá-lo. Assim, procurar por proĄssionais na internet,
por indicações de amigos, em panĆetos, ou até mesmo na lista telefônica, demanda tempo,
o que torna o processo trabalhoso ou inviável, além da falta de conĄança em pessoas desco-
nhecidas. Com isso, o Severino fornece uma infraestrutura na qual o usuário empregador
pode ver os comentários de pessoas que já contratou o proĄssional, além dos seus trabalhos
já realizados anteriormente.
Por outro lado, a diĄculdade do prestador de serviço é encontrar cliente, visto que não
possui uma ferramenta de comunicação eĄcaz para fazer a divulgação do seu serviço e,
assim, ter mais chances de ser contratado por alguém. Ademais, o trabalhador não sabe
como o seu serviço é interpretado pelos clientes, se o seu trabalho é de boa qualidade ou
não, o que impacta no momento de uma recontratação. Com isso, o Severino fornece uma
estrutura de feedbacks ao proĄssional para que ele tenha mais conĄança em seu trabalho.
1.1.4 Contribuição da Aplicação
A API foi criada para conectar três outras plataformas, sendo um aplicativo mobile
e duas páginas web que tem como intuito facilitar a busca e a contratação de diversos
proĄssionais. Assim, além de contribuir com as outras plataformas, espera-se ajudar os
trabalhadores brasileiros que utilizarem a aplicação, visto que podem ter mais chances
de encontrar um emprego e aumentar sua rentabilidade. Em relação aos clientes em-
pregadores, almeja-se agilizar seu dia a dia com uma lista de serviços e seus respectivos
proĄssionais, já que isso esta a poucos cliques de uma tela. Vale ressaltar, ainda, que na
era tecnológica, a qual vivemos atualmente, é comum se deparar com pessoas que vivem
do trabalho fornecido ou intermediado por aplicações, tais como, iFood e Uber. Diante
disso, o Severino vem para se juntar ao mercado digital e logo gerar mais empregos para
a sociedade brasileira.
1.1.5 Mercado potencial e Concorrência
O número de trabalhadores informais no Brasil é cerca de 34,029 milhões de pessoas,
isso é 39,5% da taxa de informalidade no Brasil (RIO, 2021) no ano de 2021. Visto que
a cada dia essa taxa cresce mais, junto a ela está a taxa de desemprego, a qual chegou
na percentagem de 14,7% no ano de 2021 (IBGE.GOV.BR, 2021). Com isso, pode-se
ter uma noção dos possíveis novos trabalhadores que optariam pela aplicação Severino
como nova forma de renda salarial. Além das estatísticas apresentadas, pode-se avaliar
a quantidade de proĄssionais cadastrados em outras aplicações concorrentes do Severino,
tais como o GetNinjas e o Triider, sendo o GetNinjas a maior do mercado atual, já que
possui mais de 500 mil trabalhadores cadastrados em sua base (MOBILETIME, 2018), já
o Triider conta com cerca de 100 mil (MOBILETIME, 2019). Assim, com esses números
percebe-se que a quantidade de proĄssionais é alta e possui crescimento contínuo.
Em contrapartida, é mais complexo mensurar os usuários que serão clientes emprega-
dores, visto que não se tem uma forma de avaliação, porém é possível olhar para os dados
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Para a gestão das atividades foi decidido utilizar o método ágil Kanban, explicado
na seção 3.1.1. O método foi escolhido por ser muito utilizado em grandes empresas que
atuam na área tecnológica, além de ser objetivo e fácil de gerenciar, dando uma visão
clara do que cada integrante faz no projeto.
1.2.3 Integração e testes
A integração dos sítios da web com o back-end foi por meio de requisições HTTP
utilizando um modelo REST de arquitetura, o qual é explicado na seção 3.4.1. A API
fornece endpoints para que a comunicação entre os sistemas seja possível, a partir de
métodos como PUSH, GET, PUT e DELETE.
Por Ąm, serão aplicados testes unitários para cada módulo e componente do back-end,
a Ąm de testá-los separadamente e garantir o seu funcionamento. Para testar as features
dos sites e aplicativo, foi pedido a amigos e familiares para fazerem o uso dos sistemas
com a intenção de testar a usabilidade e conseguir feedbacks, para que, assim, seja feita
alterações e no Ąnal do desenvolvimento o usuário tenha a melhor experiência possível.
1.3 Objetivos e DesaĄos da Pesquisa
O principal objetivo desse projeto de graduação foi criar uma API back-end para
conectar a duas aplicações web e a outra mobile que foram construídas para complementar
a aplicação Severino, sendo que o principal intuito da conexão é agilizar a vida de milhares
de brasileiros, pois quando tiverem a necessidade de contratar um proĄssional para realizar
algum trabalho, terão duas plataformas com diversos proĄssionais para contratação.
A aplicação Severino fornece dados dos prestadores de serviços, coleta a localidade
dos clientes empregadores para garantir a apresentação de trabalhadores mais próximos
geograĄcamente, oferece Ąltros para a restrição de chamadas ao serviço que o cliente
especiĄcar, além de informações dos trabalhadores nas aplicações front-ends, tais como
número de contato, seu ranque, tipos de trabalhos prestados, comentários dos clientes que
já o contrataram, dentre outras. Além disso, o sistema guarda todas as informações de
cadastros, tanto do usuário empregador quanto do proĄssional, sendo que tudo isso Ąca
armazenado em um banco de dados relacional.
Em relação aos desaĄos que foram encontrados na construção do projeto, pode-se
citar o estudo aprofundado das tecnologias de desenvolvimento junto com os métodos de
organização e gerenciamento durante a construção da aplicação, o estudo e entendimento
dos procedimentos adotados para manter a conexão das duas aplicações front-ends, o
planejamento de como iria ser criada as queries para as requisições HTTP e, por Ąm, a
compreensão da estrutura relacional das tabelas do banco de dados.
1.4 Método
Para a realização dos objetivos apresentados na seção 1.3 e para a construção da
aplicação back-end, foi seguido os seguintes passos:
• Criar protótipos para o problema especiĄcado:
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1. Estudo do mercado ao qual a aplicação irá participar;
2. Levantamento de requisitos do back-end;
3. DeĄnir assinatura dos endpoints da aplicação;
4. DeĄnição e estudo das ferramentas que serão utilizadas para construção do
back-end;
5. Fazer a modelagem do banco de dados em um software especializado;
6. Designar as tarefas a serem realizadas no quadro kanban.
• Desenvolvimento da solução:
1. Subir um servidor em Node.js com Express;
2. Exportar as APIS com as especiĄcações da url e assinatura dos endpoints;
3. Controlar as versões dos códigos com Git e GitHub;
4. Implementar os serviços utilizando TypeScript;
5. Esquematizar as tabelas do banco de dados no PostgreSQL;
6. Fazer as migrations usando o TypeORM para subir e alterar as tabelas quando
necessário;
1.5 Organização do trabalho
A apresentação do conteúdo dessa monograĄa está separada da seguinte forma:
• O segundo capítulo abrange as principais tecnologias que foram utilizadas para a
organização e construção do projeto;
• O terceiro capítulo apresenta o desenvolvimento do back-end para o tema proposto
levantando os requisitos e descrevendo como foi realizado a construção dos serviços
para a conexão dos front-ends;
• O quarto capítulo aborda a conclusão, os desaĄos encontrados durante o desenvol-




Esse capítulo contempla parte do conceito aplicado para a construção da API, os quais
foram aprendidos durante a graduação de Ciência da Computação. Além disso, uma
disciplina essencial foi a de ŞProgramação Orientada a ObjetosŤ, na qual foi apresentada
a arquitetura MVC que foi aplicada no código do back-end, junto com os paradigmas de
programação orientada a objetos. Por Ąm, os aprendizados em programação orientada a
objetos junto com os conhecimentos adquiridos na matéria de ŞEngenharia de SoftwareŤ
e ŞModelagem de SoftwareŤ foram um diferencial para a construção do projeto.
2.1 Conceitos de desenvolvimento de software apli-
cados
2.1.1 Programação Orientada a Objetos
A programação orientada a objetos (POO) é um paradigma de programação que se
baseia no conceito de classes e objetos. É usado para estruturar um programa de software
em pedaços simples e reutilizáveis de projetos de código (geralmente chamados de classes),
que são usados para criar instâncias individuais de objetos (DOHERTY, 2020).
Uma classe é um projeto abstrato usado para criar objetos concretos mais especíĄcos.
As classes geralmente representam categorias amplas, como Carro ou Cachorro, que com-
partilham atributos. Essas classes deĄnem quais atributos uma instância desse tipo terá,
como cor, mas não o valor desses atributos para um objeto especíĄco.
As classes também podem conter funções, chamadas métodos, disponíveis apenas para
objetos desse tipo. Essas funções são deĄnidas dentro da classe e executam alguma ação
útil para aquele tipo especíĄco de objeto (DOHERTY, 2020).
Benefícios da OOP:
• OOP modela coisas complexas como estruturas simples e reproduzíveis;
• Reutilizáveis, objetos OOP podem ser usados em programas;
• Permite comportamento especíĄco de classe por meio de polimorĄsmo;
• Mais fáceis de depurar, as classes geralmente contêm todas as informações aplicáveis
a eles;
32 Capítulo 2. Fundamentação Teórica
• Seguro, protege as informações por meio do encapsulamento (DOHERTY, 2020).
2.1.2 Engenharia de Software
Os princípios da engenharia de software, quando executados de forma consistente e
adequada, garantem que o processo de desenvolvimento do software seja executado de
maneira contínua e eĄciente com a entrega de softwares de alta qualidade. Quando os
princípios são aplicados, garantem uma melhor compreensão de como está sendo cons-
truído e como cada pessoa contribui para o processo de construção (CASTSOFTWARE,
2015).
Há alguns passos para serem seguidos na aplicação da engenharia de software, sendo
que geralmente os projetos os seguem para que tenham um padrão na etapa da constru-
ção e que a equipe Ąque ciente das etapas por onde o software percorrerá e, também,
a situação atual naquele momento. Dessa forma, facilita para os desenvolvedores darem
continuidade ao projeto, ou então, fazerem modiĄcações. Diante disso, as etapas são
ŞanáliseŤ, ŞprojetoŤ, ŞcodiĄcaçãoŤ, ŞtestandoŤ e ŞmanutençãoŤ. Porém, há outras fun-
damentações relacionadas a engenharia de software (PRESSMAN, 2014), sendo que as
atividades relacionadas com a construção de um bom software segue os passos de co-
municação, planejamento, modelagem, construção e emprego. Vale ressaltar que essas
atividades podem ser realizadas em diferentes ordens.
2.1.3 Engenharia de Requisitos
Para garantir um software de alta qualidade é necessário utilizar a técnica de Enge-
nharia de Requisitos que é indispensável para o sucesso do desenvolvimento, já que oferece
padrões e exigências para o projeto (MONITORA, 2020). O método consiste em algu-
mas etapas, tais como levantamento de requisitos, documentação, validação, veriĄcação,
gerência de requisitos e garantia de qualidade, as quais padronizam o gerenciamento do
projeto e garantem maior produtividade durante o desenvolvimento, manutenção e ope-
ração. Todavia, para que o processo citado tenha sucesso, toda a equipe do projeto tem
que estar totalmente alinhada com os objetivos a serem alcançados. Assim, tais etapas




Esse capítulo apresenta como foi realizado a gestão das atividades do projeto durante
a construção da API REST, ferramentas utilizadas e arquitetura de código. Em primeiro
lugar será listada a metodologia de gerenciamento do projeto seguido das ferramentas e
padrões usados para a construção do projeto. As ferramentas técnicas para a construção
do back-end foram, em grande parte, aprendidas em estudos extra-curriculares, porém a
parte arquitetural do projeto foi apresentado durante a graduação de Ciência da Com-
putação. Ferramentas que gerenciam projetos, como métodos ágeis, foram escolhidas
por fazer parte do cotidiano de um desenvolvedor, assim como fez parte do meu dia a dia
quando atuei com desenvolvimento em cenário laboral. EnĄm, sempre que vou desenvol-
ver faço uso dos métodos ágeis por ser extremamente satisfatório quanto a sua função.
Sobre o versionamento de código, outra ferramenta que está no cotidiano de um dev, são
o Git e o Github, os quais são utilizados como portfólio dos programadores
3.1 Metodologia de gestão aplicada
3.1.1 Metodologia Ágil e Kanban
As metodologias ágeis são abordagens destinadas para o desenvolvimento de produtos
que estão alinhados com os valores e princípios descritos no ŞManifesto ÁgilŤ (AGILEMA-
NIFESTO, 2001) para o desenvolvimento de software. Visam entregar o produto certo,
com entrega incremental e frequente de pequenos pedaços de funcionalidade, por meio
de pequenas equipes multifuncionais auto-organizadas, permitindo feedback frequente do
cliente e correção de curso conforme necessário.
Ao fazer isso, o Agile visa corrigir os desaĄos enfrentados pelas abordagens tradicionais
de entrega em ŞcascataŤ de produtos grandes ou em longos períodos de tempo, durante os
quais os requisitos do cliente mudam com frequência e resultam na entrega de produtos
errôneos.
No presente projeto utilizou-se a metodologia Kanban, mesmo existindo inúmeras
outras, pois é um dos métodos mais aplicados em empresas de tecnologia da informação,
além de ser a metodologia que mais tive contato até o momento.
Kanban é uma estrutura popular usada para implementar o desenvolvimento de soft-
ware ágil e DevOps. Requer comunicação em tempo real da capacidade e total transpa-
rência do trabalho. Os itens de trabalho são representados visualmente em um quadro
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3.2 Ferramentas e Tecnologias de Desenvolvimento
3.2.1 JSON Server
JSON Server é um pacote do Node.js que permite criar uma API REST completa e com
dados falsos que possui como Ąnalidade apenas realizar testes de integração com o front-
end (NPMJS, 2020). Sua principal vantagem é que não precisa escrever praticamente
nenhum código, apenas criar um arquivo JSON com os dados desejados e executar o
comando, json-server Űwatch nome-arquivo.json. Contudo, é possível escrever códigos
para customizar as requisições.
3.2.2 Insominia REST
Insomnia é um cliente API REST poderoso com gerenciamento de cookies, variáveis
de ambiente, geração de código e autenticação disponível para Mac, Windows e Linux.
Além disso, Insomnia REST Client é uma ferramenta na categoria API Tools de uma
pilha de tecnologia (STACKSHARE, 2016).
3.3 Banco de dados Relacional
3.3.1 PostgreSQL
PostgreSQL é um poderoso sistema de banco de dados relacional de código aberto
que usa e estende a linguagem SQL combinada com muitos recursos que armazenam e
escalam com segurança as cargas de trabalho de dados mais complicadas. As origens do
PostgreSQL remontam a 1986 como parte do projeto POSTGRES na Universidade da
Califórnia em Berkeley e tem mais de 30 anos de desenvolvimento ativo na plataforma
central (POSTGRESQL, 2021).
Além disso, PostgreSQL ganhou uma forte reputação por sua arquitetura, conĄabi-
lidade, integridade de dados, conjunto de recursos robustos, extensibilidade e dedicação
da comunidade de código aberto por trás do software para fornecer soluções inovadoras
e de alto desempenho de maneira consistente. O PostgreSQL é executado em todos os
principais sistemas operacionais, é compatível com ACID desde 2001 e possui comple-
mentos poderosos, como o popular extensor de banco de dados geoespacial PostGIS. Não
é nenhuma surpresa que o PostgreSQL se tornou o banco de dados relacional de código
aberto preferido de muitas pessoas e organizações (POSTGRESQL, 2021).
Diante disso, o PostgreSQL foi usado no presente projeto, já que se adequa ao padrão
SQL onde tal conformidade não confronta os recursos tradicionais ou possa levar a decisões
arquitetônicas inadequadas. Muitos recursos exigidos pelo padrão SQL são suportados,
embora às vezes com sintaxe ou função ligeiramente diferente. Outros movimentos em
direção à conformidade podem ser esperados ao longo do tempo. A partir do lançamento
da versão 13 em setembro de 2020, o PostgreSQL está em conformidade com pelo menos
170 dos 179 recursos obrigatórios para os padrões do SQL 2016 Core. Assim, até o
momento em que essa monograĄa foi escrita, nenhum banco de dados relacional, além do
PostgreSQL estava em grande conformidade com o padrão SQL (POSTGRESQL, 2021),
o que justiĄcou a escolha desse banco de dados. Além disso, foi o banco utilizado nas
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disciplinas cursadas durante o bacharelado e oferece diversos recursos atualizados sem
custo para utilizá-lo.
3.3.2 Git e GitHub
Para facilitar o armazenamento do código do back-end, foi utilizado a ferramenta de
versionamento de código chamada GitHub, que auxiliou no controle de versões criadas
durante todo o processo de construção.
GitHub é um site que serve como plataforma de hospedagem para códigos diversos que
mantém a sua integridade, além disso possibilita ao usuário controlar versões e adicionar
colaboradores, guardando um histórico de alteração indicando o que foi alterado e por
quem essa alteração foi realizada. A base do GitHub é o Git, por isso é possível que
qualquer pessoa que tenha permissão, acesse o código de onde estiver (GITHUB, 2021).
O Git foi criado por Linus Torvalds em 2005 e é um projeto opensource, construído para
facilitar o versionamento e compartilhamento de código entre os desenvolvedores. Git é um
exemplo de DVCS (Distributed Version Control System) (ATLASSIAN, 2021). Antes de
sua criação era comum criar vários arquivos com nomes diferentes para controlar a versão
desses códigos. Assim, o Git inovou trazendo uma ferramenta que guarda os históricos
das versões do software, o que possibilita separar cada uma em um repositório diferente
com todas as alterações posteriores e fazer comparações entre os códigos se necessário.
3.3.3 Yarn
Yarn é um gerenciador de pacotes que serve como gerente de projeto. Essa ferramenta
paraleliza as operações para maximizar a utilização de recursos, a Ąm de minimizar o
tempo de instalação, além de armazenar em cache cada pacote que baixa para nunca pre-
cisar baixá-los uma segunda vez (YARN, 2021). Ademais, ele utiliza somas de veriĄcação
para garantir a integridade de cada pacote antes que seu código seja executado. Além
disso, o Yarn usa um formato de arquivo de bloqueio detalhado, o qual é mais preciso e
possui um algoritmo determinístico para instalações. A proposta do Yarn é garantir que
um software que esteja instalado em um sistema funcione da mesma forma em qualquer
outro. Sendo assim, devido as suas qualidades o Yarn foi escolhido como o gerenciador do
projeto, já que possui maior desempenho do que o npm, gerenciador padrão do Node.js.
3.3.4 Node.js
Desenvolvido por Ryan Dahl, o Node.js é um ambiente plataforma cruzada de código
aberto para o desenvolvimento de aplicativos, do lado do servidor os aplicativos são escri-
tos em JavaScript e podem ser executados no tempo de execução do Node.js, compatível
com diversos sistemas como: OS X, Microsoft Windows e Linux (TUTORIALSPOINT,
2020).
Além disso, é uma plataforma construída no tempo de execução do JavaScript do Ch-
rome (motor V8) para construir facilmente aplicativos da web rápidos e escaláveis (NODE.JS,
2021). O Node.js usa um modelo orientado por eventos que o torna leve e eĄciente, per-
feito para aplicativos em tempo real com grande volume de dados que são executados em
dispositivos distribuídos. Node.js também fornece uma rica biblioteca de vários módulos
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JavaScript que simpliĄca o desenvolvimento de aplicativos da web usando Node.js em
grande escala.
Assim, o Node.js foi escolhido para o presente projeto por ser uma ferramenta que
utiliza o JavaScript como linguagem de programação principal, o que faz com que toda a
linguagem utilizada na aplicação seja uniĄcada tanto no back-end quanto nos front-ends,
tendo a manutenção de ambas as partes facilitada.
3.3.5 JavaScript
JavaScript é uma linguagem de programação leve, interpretada ou compilada just-
in-time com funções de primeira classe. Embora seja mais conhecida como a linguagem
de script para páginas da Web, muitos ambientes sem navegador também a usam, como
Node.js, Apache CouchDB e Adobe Acrobat (MOZILLA, 2021). Assim, JavaScript é uma
linguagem dinâmica baseada em protótipo, multi-paradigma, thread único, que suporta
estilos orientados a objetos, imperativos e declarativos (por exemplo, programação funcio-
nal). Diante disso, foi escolhido devido a dependência do TypeScript com essa linguagem
e por ser de extrema utilização tanto no back-end quanto nos front-ends.
3.3.6 TypeScript
O TypeScript mantém uma relação incomum com o JavaScript. O TypeScript oferece
todos os recursos do JavaScript e uma camada adicional sobre ele: o sistema de tipos
do TypeScript. Por exemplo, JavaScript fornece primitivos de linguagem como string
e número, mas não veriĄca se os atribuiu de forma consistente, TypeScript sim (TY-
PESCRIPTLANG, 2021). Isso signiĄca que seu código JavaScript de trabalho existente
também é código TypeScript. O principal benefício do TypeScript é que ele pode destacar
comportamentos inesperados em seu código, reduzindo a chance de bugs, o que justiĄca
a escolha dessa linguagem para o desenvolvimento da aplicação.
3.3.7 Docker e Docker Compose
Docker é uma plataforma open source aberta para desenvolvimento, envio e execução
de aplicativos que permite separar aplicativos de sua infraestrutura para que possa entre-
gar o software rapidamente. Com essa plataforma, pode-se gerenciar sua infraestrutura
da mesma forma que gerencia os aplicativos, além de poder aproveitar das metodologias
do Docker para envio, teste e implantação de código rapidamente, o que reduz signiĄca-
tivamente o atraso entre escrever o código e executá-lo na produção (DOCKER, 2017a).
Ademais, o Docker oferece a capacidade de empacotar e executar aplicativos em um
ambiente vagamente isolado, denominado contêiner. Diante do isolamento e da segurança,
é permitido executar vários contêineres simultaneamente em um determinado servidor. Os
contêineres são leves e contém tudo o que é necessário para executar o aplicativo, portanto,
não precisa depender do que está instalado atualmente no host. Por Ąm, pode-se compar-
tilhar contêineres facilmente enquanto trabalha com a certiĄcação de que todos com quem
compartilha recebam o mesmo contêiner e que funcione da mesma maneira (DOCKER,
2017a).
Docker Compose é uma ferramenta para deĄnir e executar contêineres do Docker.
Utiliza-se um arquivo YAML para conĄgurar os serviços e deixá-los aptos para execução.
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Dado isso, com um único comando se cria e inicia todos os serviços conĄgurados. O método
que o Docker Compose oferece funciona em todos os ambientes como em produção, teste,
desenvolvimento e também é possível utilizá-lo em Ćuxos de trabalho de CI (DOCKER,
2017b). Para isso, é preciso seguir um processo com três etapas:
1. DeĄnir o ambiente do aplicativo com um DockerĄle para que possa ser reproduzido
em qualquer lugar;
2. DeĄnir os serviços que compõem seu aplicativo em docker-compose.yml para que
possam ser executados juntos em um ambiente isolado;
3. Executar docker-compose up e o comando Docker compose, desse modo iniciará e
executará todo os serviços da aplicação. Como alternativa, pode-se executar docker-
compose up usando o binário docker-compose.
Dessa forma, o Docker e o Docker Compose foram usados na aplicação Severino para
evitar o download de muitas ferramentas, visto que o ambiente fornecido pelo Docker
contém os serviços essenciais para o funcionamento do back-end, como por exemplo, o
servidor do banco de dados estava sendo executado pelo Docker e conĄgurado com Docker
Compose.
3.3.8 TypeORM
O TypeORM é um framework Object Relational Mapping (ORM) em execução em um
servidor Node.js e escrito em TypeScript. Object se refere ao domínio e modelo em sua
aplicação. Relational se refere ao relacionamento entre as tabelas no Sistema de Geren-
ciamento de Banco de Dados Relacional (por exemplo, Oracle, MySQL, MS-SQL Server,
PostgreSQL, SAP, Hana, WebSQL etc.) e Mapping se refere ao ato de criar uma ponte
entre o modelo e tabelas.
O framework suporta múltiplos bancos de dados como os citados acima e é um ORM
fácil de usar para criar novos aplicativos que se conectam a bancos de dados. Além
disso, suas funcionalidades são compostas por conceitos especíĄcos de RDBMS (Sistema
de Gerenciamento de Banco de Dados Relacional), o que permite criar rapidamente novos
projetos e microsserviços. Vale ressaltar, que o TypeORM foi inspirado em ferramen-
tas semelhantes de outras linguagens de programação como Hibernate, Doctrine, Entity
framework, entre outros (TUTORIALSPOINT, 2020).
Ademais, o ORM é um tipo de ferramenta que mapeia entidades com tabelas de banco
de dados, fornece processo de desenvolvimento simpliĄcado, o que automatiza a conversão
de objetos para tabelas e tabelas para objetos, além de que uma vez escrito o modelo de
dados em algum lugar, Ąca mais fácil atualizar, manter e reutilizar o código.
Em suma, como o modelo é pouco ligado ao resto do aplicativo, pode-se alterá-lo sem
nenhuma dependência rígida com outra parte do aplicativo e pode ser facilmente usado em
qualquer lugar dentro do micro-serviço. Vale evidenciar, ainda, que o TypeORM é muito
Ćexível, abstrai o sistema de banco de dados da aplicação e permite tirar proveito do uso
do conceito OOPS (Programação orientada a objetos) (TUTORIALSPOINT, 2020).
Os principais recursos do TypeORM são:
• Criar esquemas de tabela de banco de dados automaticamente com base nos seus
modelos;
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• Inserir, atualizar e excluir facilmente objetos no banco de dados.
• Criar mapeamentos (um para um, um para muitos e muitos para muitos) entre as
tabelas;
• Fornecer comandos CLI simples.
Benefícios do TypeORM:
• Aplicações de alta qualidade e fracamente acopladas;
• Aplicativos escaláveis;
• Integre-se facilmente com outros módulos;
• Se encaixa perfeitamente em qualquer arquitetura, de aplicativos pequenos a cor-
porativos.
Assim, os pontos principais que levaram para a escolha da utilização do TypeORM,
no presente projeto, foram os recursos e os benefícios que o framework oferece.
3.3.9 Express
Express é uma estrutura de aplicativo Node.js mínima e Ćexível que fornece um con-
junto robusto de recursos para desenvolver aplicativos móveis e web. Além disso, ele agiliza
o desenvolvimento de aplicações baseadas em Node.js (TUTORIALSPOINT, 2019). A
seguir estão alguns dos principais recursos da estrutura Express:
• Permite conĄgurar middlewares para responder a solicitações HTTP.
• DeĄne uma tabela de roteamento que é usada para realizar diferentes ações com
base no método HTTP e URL.
• Permite renderizar páginas HTML dinamicamente com base na passagem de argu-
mentos para modelos.
Dessa forma, o Express foi escolhido para ser utilizado no desenvolvimento do projeto
por ser uma ferramenta simples de aprender e utilizar, além de fornecer todos os recursos
que é preciso para a construção de uma aplicação.
3.3.10 JSON Web Token
JSON Web Token (JWT) é um padrão aberto (RFC 7519) que deĄne uma forma
compacta e independente para transmitir informações com segurança entre as partes
como um objeto JSON. Essas informações podem ser veriĄcadas e conĄáveis, pois estão
assinadas digitalmente. Ademais, os JWTs podem ser assinados usando criptograĄa (com
o algoritmo HMAC) ou um par de chaves pública e privada usando RSA ou ECDSA
(JWT.IO, 2018).
Assim, além da segurança que o JWT fornece, a ferramenta foi escolhida para o
projeto por ser o padrão mais utilizado no mercado de aplicações que faz a comunicação
autenticada.
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3.3.11 Faker
Faker é uma ferramenta que serve para gerar grandes quantidades de dados falsos
no navegador e no Node.js (MARAK, 2015). Diante disso, no presente projeto alguns
dados foram guardados no banco para serem utilizados como exemplos para algumas
funcionalidades da aplicação.
Assim, o Faker foi usado no projeto para se ter uma prévia das funcionalidades que
as páginas web e o aplicativo mobile possuem, aĄm de testar a usabilidade dos serviços e
apresentação dos layouts aos usuários.
3.3.12 TSNodeDev
TSNodeDev é uma ferramenta usada para reiniciar o processo do nó de destino quando
qualquer um dos arquivos do projeto é alterado (como node-dev padrão), porém compar-
tilha o processo de compilação do Typecript entre as reinicializações, o que aumenta
signiĄcativamente a velocidade de re-inicialização em comparação com as variações, pois
não há necessidade de instanciar a compilação todas as vezes (WCLR, 2015).
Diante disso, o TSNodeDev foi escolhido no projeto para economizar tempo ao fazer
alterações em arquivos, já que sem o uso da ferramenta teria que interromper a execução
do servidor e reiniciar manualmente, assim, com o TSNodeDev basta salvar o arquivo e
continuar a codiĄcação do código.
3.3.13 CORS
CORS ou Compartilhamento de Recursos de Origem Cruzada é um mecanismo ba-
seado em cabeçalho HTTP que permite a um servidor indicar qualquer outra origem
(domínio, esquema ou porta) além da sua própria, a partir da qual um navegador deve
permitir o carregamento de recursos (DEVELOPER.MOZILLA.ORG, 2021). O CORS
também conta com um mecanismo pelo qual os navegadores fazem uma solicitação de
ŞcomprovaçãoŤ ao servidor hospedeiro do recurso de origem cruzada, a Ąm de veriĄcar
se o servidor permitirá a solicitação real. Nesse "preĆight", o navegador envia cabeçalhos
que indicam o método HTTP e os cabeçalhos que serão usados na solicitação real.
Dessa forma, foi feita a conĄguração do CORS na aplicação devido a sua obrigato-
riedade, pois sem esse mecanismo não é possível fazer a conexão das funcionalidades do
back-end com o aplicativo mobile e os sítios da web.
3.3.14 BcryptJS
Bcrypt é uma biblioteca criptográĄca que fornece uma maneira segura de armazenar
senhas em banco de dados, independentemente da linguagem de back-end dos aplicati-
vos (JAVASCRIPT.PLAINENGLISH.IO, 2018).
Dado isso, essa biblioteca foi utilizada no projeto para fazer a criptograĄa das senhas
dos usuários ao guardá-las no banco de dados.
3.3.15 Multer
O Multer é um middleware Node.js para lidar com multipart / form-data usado prin-
cipalmente para fazer upload de arquivos (EXPRESSJS, 2020).
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Assim, o Multer foi utilizado para guardar os paths das imagens no banco de dados ao
invés de armazená-las com o formato de base64, o comum em muitas aplicações. Dessa




Criado por Dr. Roy Fielding em sua dissertação de doutorado de 2000, o design REST
ou RESTful API (Representational State Transfer) é notável por sua incrível camada de
Ćexibilidade e foi projetado para tirar proveito dos protocolos existentes. Embora o REST
possa ser usado em quase todos os protocolos, geralmente tira proveito do HTTP quando
usado para APIs da web, o que signiĄca que os desenvolvedores não precisam instalar
bibliotecas ou software adicional para aproveitar as vantagens de um design de API REST.
Além disso, como os dados não estão vinculados a métodos e recursos, o REST tem a
capacidade de lidar com vários tipos de chamadas, retornar diferentes formatos de dados
e até mesmo mudar estruturalmente com a implementação correta da hipermídia.
A liberdade e Ćexibilidade inerentes ao design da API REST permite construir uma
API que atenda às necessidades de um desenvolvedor e, ao mesmo tempo, atenda às
necessidades de clientes diversos. Ademais, o REST não é restrito ao XML, mas pode
retornar JSON, YAML ou qualquer outro formato a depender do que o cliente solicita.
E, ao contrário do RPC, os usuários não precisam saber os nomes dos procedimentos ou
parâmetros especíĄcos em uma ordem especíĄca (MULESOFT, 2020).
No entanto, existem desvantagens no design da API REST como a possibilidade de
perder a capacidade de manter o estado em REST, como dentro das sessões, e pode ser
mais difícil para desenvolvedores mais novos usarem. Também é importante entender o
que torna uma API REST RESTful e por que essas restrições existem antes de construir
sua API.
Embora a maioria das APIs aĄrme ser RESTful, elas Ącam aquém dos requisitos e
restrições declarados pelo Dr. Fielding. Existem seis restrições principais, as quais serão
apresentadas abaixo, para o design da API REST que se deve conhecer ao decidir se esse
é o tipo de API correto para o seu projeto.
1. Cliente Servidor: A restrição cliente-servidor trabalha com o conceito de que o
cliente e o servidor devem ser separados um do outro e ter permissão para evoluir
de forma individual e independente. Em outras palavras, deve-se ser capaz de fazer
alterações no aplicativo móvel sem afetar a estrutura de dados ou o design do banco
de dados no servidor. Ao mesmo tempo, deve-se ser capaz de modiĄcar o banco
de dados ou fazer alterações em meu aplicativo de servidor sem impactar o cliente
móvel, o que cria uma separação de interesses e permite que cada aplicativo cresça
e dimensione de forma independente um do outro (MULESOFT, 2020).
2. Sem estado: As APIs REST são sem estado, o que signiĄca que as chamadas podem
ser feitas independentemente umas das outras e cada chamada contém todos os da-
dos necessários para ser concluída com êxito. Uma API REST não deve depender de
dados armazenados no servidor ou nas sessões para determinar o que fazer com uma
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chamada, mas apenas nos dados fornecidos na própria chamada. As informações de
identiĄcação não estão sendo armazenadas no servidor ao fazer chamadas. Em vez
disso, cada chamada tem os dados necessários em si, como a chave da API, token de
acesso, ID do usuário, entre outras. Isso também ajuda a aumentar a conĄabilidade
da API por ter todos os dados necessários para fazer a chamada, em vez de depender
de uma série de chamadas com estado de servidor para criar um objeto, o que pode
resultar em falhas parciais. Em vez disso, para reduzir os requisitos de memória
e manter seu aplicativo o mais escalonável possível, uma API RESTful requer que
qualquer estado seja armazenado no cliente, não no servidor.
3. Cache: Como uma API sem estado pode aumentar a sobrecarga de solicitação ao
lidar com grandes cargas de chamadas de entrada e saída, uma API REST deve
ser projetada para incentivar o armazenamento de dados armazenáveis em cache.
Isso signiĄca que quando os dados podem ser armazenados em cache, a resposta
deve indicar que os dados podem ser armazenados até um certo tempo (expira em)
ou, nos casos em que os dados precisam ser em tempo real, que a resposta não
deve ser armazenada em cache pelo cliente. Ao habilitar essa restrição crítica não
apenas reduzirá muito o número de interações com a API, como reduzirá o uso do
servidor interno. Ademais, também fornecerá aos usuários da API as ferramentas
necessárias para fornecer os aplicativos mais rápidos e eĄcientes possíveis. Além
disso, é importante lembrar de que o armazenamento em cache é feito no lado do
cliente e embora possa armazenar em cache alguns dados em sua arquitetura para
executar o desempenho geral, a intenção é instruir o cliente sobre como ele deve
proceder e se o cliente pode ou não armazenar os dados temporariamente.
4. Interface Uniforme: A chave para o desacoplamento do cliente do servidor é ter
uma interface uniforme que permite a evolução independente do aplicativo sem ter
os serviços, modelos ou ações do aplicativo fortemente acoplados à própria camada
da API. A interface uniforme permite que o cliente converse com o servidor em
um único idioma, independente do back-end arquitetônico de qualquer um. Essa
interface deve fornecer um meio de comunicação padronizado e imutável entre o
cliente e o servidor, como o uso de HTTP com recursos de URI, CRUD (Criar, Ler,
Atualizar, Excluir) e JSON.
5. Sistema em camadas: Como o nome indica, um sistema em camadas é um sistema
composto de camadas, com cada camada tendo uma funcionalidade e responsa-
bilidade especíĄcas. Se pensarmos em um framework de Model View Controller
(MVC), cada camada tem suas próprias responsabilidades, com os modelos com-
preendendo como os dados devem ser formados, o controlador se concentrando nas
ações de entrada e a visualização se concentrando na saída (MULESOFT, 2020).
Cada camada é separada, mas também interage com a outra. No design da API
REST, o mesmo princípio é válido, com diferentes camadas da arquitetura traba-
lhando juntas para construir uma hierarquia que ajuda a criar um aplicativo mais
escalável e modular. Um sistema em camadas também permite encapsular sistemas
legados e mover funcionalidades menos acessadas para um intermediário comparti-
lhado, ao mesmo tempo que protege os componentes mais modernos e comumente
usados. Além disso, o sistema em camadas oferece a liberdade de mover sistemas
para dentro e para fora de sua arquitetura à medida que as tecnologias e serviços
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evoluem, aumentando a Ćexibilidade e a longevidade, contanto que mantenha os
diferentes módulos o mais fracamente acoplados possível. Existem benefícios de
segurança substanciais em ter um sistema em camadas, uma vez que permite in-
terromper ataques na camada de proxy ou dentro de outras camadas, o que evita
chegar à arquitetura do servidor real. Ao utilizar um sistema em camadas com um
proxy ou criar um único ponto de acesso, pode-se manter os aspectos críticos e mais
vulneráveis de sua arquitetura atrás de um Ąrewall, o que evita a interação direta
com eles pelo cliente. Lembre-se de que a segurança não se baseia em uma solução
única de Şparar tudoŤ, mas em ter várias camadas com o entendimento de que certas
veriĄcações de segurança podem falhar ou ser ignoradas. Dessa forma, quanto mais
segurança for capaz de implementar em um sistema, maior será a probabilidade de
evitar ataques prejudiciais.
6. Código sob demanda: Talvez a menos conhecida das seis restrições, e a única restri-
ção opcional, o código sob demanda permite que o código ou miniaplicativos sejam
transmitidos por meio da API para uso no aplicativo. Em essência, ele cria um apli-
cativo inteligente que não depende mais exclusivamente de sua própria estrutura de
código. No entanto, talvez por estar à frente de seu tempo, o código sob demanda
tem lutado para ser adotado, já que as APIs da web são consumidas em vários
idiomas e a transmissão de código levanta questões e preocupações de segurança.
Juntas, essas restrições constituem a teoria da Transferência de Estado Represen-
tacional, ou REST. Ao olhar para trás, pode-se ver como cada restrição sucessiva
é construída sobre a anterior, eventualmente criando uma interface de programa
de aplicativo bastante complexa, mas poderosa e Ćexível. Mas o mais importante
é que essas restrições constituem um design que opera de maneira semelhante à
forma como acessamos as páginas em nossos navegadores na World Wide Web. Ele
cria uma API que não é ditada por sua arquitetura, mas pelas representações que
ela retorna, e uma API que - embora arquitetonicamente sem estado - depende da
representação para ditar o estado do aplicativo (MULESOFT, 2020).
3.4.2 MVC
MVC é um padrão de design que promove a separação de interesses onde três interesses
participantes são:
1. O Model (modelo) é uma estrutura de dados que contém dados de negócios e são
transferidos de uma camada para outra;
2. A View (visão) que é responsável por mostrar os dados presentes no aplicativo
ou pensar neles como uma estrutura de dados (totalmente desacoplada do modelo)
usada exclusivamente para Ąns de apresentação (não é necessária uma saída de
apresentação em si). ver modelo no diagrama abaixo;
3. O Controller (controlador) atua como um mediador e é responsável por aceitar
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8. O Gerenciador de transações lida com o princípio de realizar uma tarefa comple-
tamente ou não realizá-la (propriedade atomicidade). Por exemplo. Suponha que
uma pessoa chamada João queira enviar dinheiro para sua irmã. Ele envia o di-
nheiro e o sistema falha no meio. Em nenhum caso deve acontecer que ele tenha
enviado dinheiro, mas sua irmã não o tenha recebido. Isso é tratado pelo gerenci-
ador de transações. O gerente de transações iria devolver o dinheiro para João ou
transferi-lo para sua irmã (GEEKS, 2020).
9. Log é um sistema que registra as informações sobre todas as transações, de forma que
sempre que ocorrer uma falha no sistema (falha no disco, desligamento do sistema
por falta de energia, etc), as transações parciais podem ser desfeitas.
10. O Recovery Manager assume o controle do sistema para que ele atinja um estado
estável após a falha. O Recovery Manager leva em consideração os arquivos de log e
desfaz as transações parciais e reĆete a transação completa no banco de dados (GE-
EKS, 2020).
Assim, essa arquitetura foi utilizada, pois a ferramenta de banco de dados PostgreSQL
a aplica implicitamente.
3.4.4 Principais Características do desenvolvimento back-end
da aplicação Severino
1. O padrão de nomenclatura adotado para o código foi o Camel Case (TECHTERMS,
2020), em que a primeira letra de cada palavra de uma palavra composta é maiús-
cula, o que não se aplica para a primeira palavra. Por exemplo, myOneMethod é
mais fácil de ler do que myonemethod;
2. O padrão de nomenclatura adotado para o banco de dados foi o Snake Case, o qual
consiste em letras minúsculas, pontuação e espaços são substituídos por sublinhado
simples (_). Exemplo, myOneMethod se torna my_one_method;
3. As Queries foram otimizadas usando TypeORM;
4. A tipagem de variáveis foi feita com Typescript;
5. A API que fornece os dados é a RESTful e a que fornece as respostas é o JSON;
6. Idioma do código: Inglês.





Esse capítulo é responsável por apresentar o entendimento do projeto, prototipação,
levantamento dos requisitos, modelagem do banco de dados, implementação e, por Ąm, a
apresentação do serviço back-end.
4.1 Levantamento de requisitos
O início do desenvolvimento do presente projeto se deu com o levantamento de requi-
sitos, o qual foi feito em acordo com os outros desenvolvedores do projeto para deĄnir as
regras de negócio e quais dados as APIs precisariam receber e retornar.
Dado isso, foi iniciado o mapeamento das atividades essenciais a serem acrescentadas
no Ćuxo logístico da aplicação, sendo elas também os principais requisitos. Diante disso,
para melhor compreensão dos usuários da aplicação Severino, ela foi dividida em duas
partes, uma em que os clientes apenas visualizassem as informações que procuram e
outra exclusiva para proĄssionais que desejam prestar serviços, sendo que podem realizar
o cadastro, editar seu perĄl para que os clientes possam visualizar suas informações e
descrever os serviços que presta.
Logo abaixo serão levantados os requisitos para a construção da API REST das duas
partes da aplicação já citada acima.
Observação: Os tópicos a seguir são requisições HTTP e todos os dados que serão
alocados no banco de dados são resgatados das aplicações front-ends.
1. Cadastro do cliente empregador: É a requisição que recebe o e-mail, nome e
senha do cliente e guarda as informações no banco de dados, já que serão utilizadas
futuramente para o cliente realizar o login nas aplicações.
2. Login do cliente empregador: É a requisição que resgata o e-mail e a senha do
cliente para fazer a autenticação do usuário nas aplicações front-ends, sendo que
o serviço checa no banco de dados se as informações resgatadas existem e, então,
autoriza o acesso ou não à Home.
3. Home do cliente empregador: Nessa página tem uma requisição referente a
barra de pesquisa, na qual o usuário pode buscar por diversos serviços que a apli-
cação fornece, tais como, limpeza, aulas, jardinagem, encanadores, dentre outros.
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Além disso, possui outra requisição, a qual transfere o usuário para a área de servi-
ços gerais e por último existem cards com serviços já especiĄcados, em que ao clicar
no card leva o usuário para uma lista com exemplares daquele tópico.
4. Área de serviços gerais: É a página que possui uma requisição de busca de
serviços, assim como na Home, sendo que há também outra requisição que lista
alguns serviços não especiĄcados e, por Ąm, um mecanismo de paginação.
5. Área de contratação de serviço: É a página com maior infraestrutura e regras de
negócio da aplicação, sendo que nela contem requisições de Ąltros, os quais podem
ser por avaliações, localidade e serviços em especíĄco. Além disso, possui outra
requisição para a listagem de cards com as informações dos prestadores de serviços
junto com as requisições para as funcionalidades dos cards como botões de like e
favoritar.
6. Cards com informações dos trabalhadores: Há uma requisição responsável por
trazer informações, tais como a imagem do prestador de serviço, número de telefone,
nome do trabalhador, uma breve descrição do seu perĄl, além da sua avaliação de 0
a 5 estrelas, sendo que se o trabalhador não tiver nenhuma estrela é mostrado como
um novo usuário. Além disso, tem outras duas requisições, as quais são o botão de
favoritar e o botão que redireciona para o WthatsApp do prestador de serviço.
7. PerĄl do trabalhador: É a página que contém as principais informações dos
prestadores de serviços e nela estão as informações cruciais para a sua contratação
por um cliente empregador. Abaixo será listado as requisições das funcionalidades
que a página possui.
a) Requisições para resgatar a foto do trabalhador do banco de dados, para dar
função aos botões de ações, os quais são o botão para redirecionamento ao
WhatsApp, o botão de favoritar, o botão que rola a página para seção de
avaliação, o botão de avaliar, no qual abre o modal de avaliação e, por Ąm, o
botão de denúncia para abrir o modal correspondente;
b) Requisições para resgatar do banco de dados o nome do prestador de serviço,
avaliação média, número de telefone, localização, serviços prestados e uma
descrição escolhida;
c) Requisição para resgatar as fotos do carroussel com legendas de seus trabalhos
realizados, as quais serão escolhidas pelo trabalhador e outra requisição para
mostrar o seu currículo com experiências proĄssionais, formação acadêmica e
competências.
d) Por Ąm, a requisição para resgatar a média de avaliações do prestador de ser-
viço, bem como as avaliações classiĄcadas como positivas, negativas ou ambas,
junto com a paginação dos comentários.
8. Cadastro do prestador de serviço: Tem a requisição que recebe o e-mail, nome,
sobrenome, celular, estado, cidade e senha, sendo que após receber os dados guarda
as informações no banco de dados.
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9. Login do prestador de serviço: Possui a requisição que recebe o e-mail e senha
do trabalhador, além de checar se esses dados estão presentes na base de dados,
caso existam, é gerado um JSON Web Token (JWT), o qual contém informações de
autenticação e, assim, retorna o usuário para a página de Login.
10. Home do prestador de serviço: Página a qual não precisa de nenhuma requisi-
ção.
11. PerĄl do prestador de serviço: Há a requisição que guarda no banco de dados
as informações críticas do trabalhador, como seus dados gerais, fotos dos trabalhos
realizados, suas experiências proĄssionais, formação acadêmica e suas competên-
cias, sendo que essa requisição é usada, também, de acordo com a necessidade do
trabalhador para a atualização de seus dados.
12. Troca de senha: Possui a requisição na qual o trabalhador ou o cliente empregador
coloca sua senha atual e a nova de sua escolha para a troca, sendo que após a
conĄrmação é atualizada no banco de dados.
Após levantar todas as requisições necessárias para o funcionamento das aplicações
web e mobile, foi feito a deĄnição dos stakeholders, ou seja, o grupo de interesse que
utilizarão o sistema. Dentro do contexto da aplicação Severino, há apenas dois tipos de
usuários que se beneĄciarão, sendo os usuários clientes empregadores que necessitam de
um serviço a ser realizado e o usuário proĄssional que é contratado para a realização do
serviço. Tais usuários foram separados em diferentes perĄs, porém com os mesmos níveis
de permissões, nas quais serão capazes apenas de criar a conta, editar o perĄl e consultar
as páginas para a contratação de um proĄssional. Assim, os usuários foram separados nos
em dois tipos, os quais serão descritos abaixo.
1. Usuário cliente empregador: é o que busca na aplicação um serviço a ser reali-
zado.
2. Usuário prestador de serviço: é aquele que realiza o serviço para o qual foi
contratado.
Dessa forma, a aplicação garante o atendimento por igual à todos os usuários que
a utilizar, sendo que os clientes empregadores visualizam os serviços que se encontram
na plataforma e os perĄs dos trabalhadores que os prestam. Além disso, os prestadores
de serviços terão uma plataforma a parte focada para o cadastro como trabalhadores do
Severino e para a edição do perĄl, sendo que essa segunda plataforma leva todas as infor-
mações preenchidas pelos usuários prestadores de serviços para serem guardadas no banco
de dados da plataforma e, assim, alimentar a página em que os clientes empregadores vi-
sualizarão as informações dos trabalhadores. Em suma, as Ąguras ?? e ?? representam
o Diagrama de Caso de Uso dos usuários, em que é possível visualizar como funciona o
Ćuxo de uso nas duas plataformas.
Como já descrito nos requisitos acima, foram deĄnidas inúmeras requisições para que
as páginas de front-end web e mobile funcionassem, dado isso foi criado o Diagrama de
Caso de Uso para Ącar mais compreensível a quem esteja lendo a presente monograĄa.
Desse modo, foi descrito na tabela 1 os Ćuxos do diagrama que os usuários seguem para
conseguirem realizar as atividades desejadas.
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Caso de uso: Cliente empregador
Escopo O sistema deve ser capaz de cadastrar o usuário, mostrar
todos os serviços existentes na aplicação, além dos perĄs
dos proĄssionais.
Pré-condição O usuário deve ter acesso à internet.
Garantia de
Sucesso
Usuário deve ser capaz de se cadastrar e interagir com
as ferramentas da aplicação.





O usuário cliente empregador irá se cadastrar, fazer o
login e após realizado o usuário será direcionado para
a home, onde já se encontra alguns cards com serviços
gerais, após isso clicará em algum dos cards ou, então,
buscará pela barra de pesquisa. Além disso, após clicar
em algum card ou fazer a busca pela barra de pesquisa,
o usuário cliente empregador será direcionado para a
página de serviços e, então, poderá aplicar os Ąltros e
achar o serviço necessário. Dessa forma, após clicar no
card de sua escolha irá para a página do perĄl do pres-
tador de serviço, a qual possui as informações críticas






Após ter encontrado um proĄssional que o cliente em-
pregador escolheu, ele irá contatar ou, então, clicará no
botão de redirecionamento para o WhatApp do traba-
lhador para, talvez, contratá-lo. Após o proĄssional ter
realizado o serviço, o cliente empregador poderá avaliá-
lo pela aplicação e essa avaliação Ącará salva no perĄl do
proĄssional para que novos clientes empregadores pos-
sam ver os feedbacks.
Tabela 1 Ű Tabela explicatória para os casos de uso dos usuários.
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4.2 Modelagem do Banco de Dados
Após o levantamento de requisitos do sistema, a modelagem do banco de dados já
está apta a ser produzida, sendo que nela é armazenada as informações do sistema e o
os dados que o alimenta. A arquitetura do banco de dados foi deĄnida e manipulada
por meio do PostgreSQL e da expansão do VSCode, denominada PostgreSQLExplorer, a
qual foi utilizada para a visualização dos dados. Além disso, as entidades são as tabelas
referentes aos dados do cliente empregador, trabalhador, serviços, portfólio do trabalha-
dor, experiência do trabalhador, avaliações dos clientes aos trabalhadores e trabalhadores
favoritados pelo cliente, sendo que algumas dessas entidades possuem outras tabelas para
armazenar informações secundárias, como serviços especíĄcos e gerais. Na Ągura 11 se
encontra o Diagrama Entidade-Relacionamento (DER) da aplicação.
Na tabela de cor violeta do diagrama abaixo temos dados que pertencem aos usuários,
os quais foram divididos em dois tipos já citados anteriormente, sendo cliente empregador
e prestador de serviço. Nessa tabela contém as seguintes informações:




• created-at: data da criação da conta;
• updated-at: data da última atualização da conta.
Nas tabelas de cor lilás temos os dados relacionados ao cliente empregador, sendo que
a primeira tabela é a customer , a qual serve apenas para fazer o relacionamento com as
tabelas de avaliações (reviews) e proĄssionais favoritos (customer-worker-favorite),
com o seguinte campo:
• customer-id: número de identiĄcação.
Dando continuidade, tem-se a tabela customer-worker-favorite, a qual guarda
informações dos proĄssionais favoritos dos clientes com os seguintes dados:
• customer-id: número de identiĄcação do cliente;
• worker-id: número de identiĄcação do trabalhador;
• created-at: data de criação;
• updated-at: data da última atualização.
Por Ąm, a última tabela relacionada aos clientes empregadores é a reviews, a qual
contém as informações das avaliações do trabalhador.
• id: número de identiĄcação;
• worker-id: número de identiĄcação do trabalhador avaliado;
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• customer-id: número de identiĄcação do cliente que avaliou;
• title: título;
• comment: comentários;
• rating: número de estrelas;
• is-good: campo booleano indicando se a avaliação é boa ou não;
• created-at: data de criação;
• updated-at: data de atualização
Em azul tem-se as tabelas relacionadas aos trabalhadores (prestadores de serviço),
sendo que a primeira é a tabela worker que contém as seguintes informações:
• portfolio-id: número de identiĄcação do portfólio;
• worker-id: número de identiĄcação;
• description: uma descrição breve sobre seu perĄl;
• avatar-url: imagem de perĄl;
• phone: telefone de contato;
• state: estado;
• city: cidade.
Em seguida, tem-se a tabela do portfólio, na qual está guardada as informações dos
serviços já realizados pelos proĄssionais na aplicação, sendo que a entidade possui as
seguintes informações:
• id: número de identiĄcação do portfólio;
• worker-id: número de identiĄcação a qual trabalhador o portfólio pertence;
• fotos: é uma lista de fotos;
• academic-graduation: escolaridade do trabalhador;
• skills: habilidades, pode ser entendida também como capacitação para um serviço.
• created-at: data da criação;
• updated-at: data da última atualização.
Seguindo com as tabelas do usuário trabalhador, tem-se a entidade de experiência, a
qual se refere a trabalhos já realizados ou a algumas de suas capacitações como proĄssional,
além de onde já trabalhou anteriormente. Nessa tabela está contida os seguintes campos:
• id: número de identiĄcação.
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• potfolio-id: número de identiĄcação do portfólio;
• service-name: nome do serviço em que já trabalhou;
• company: nome da companhia em que trabalhou;
• city: cidade;
• state: estado;
• time-worked: quantidade de tempo trabalhada;
• created-at: data de criação;
• updated-at: data da última atualização.
Após a explanação sobre as entidades do usuário prestador de serviço, será abordada
na tabela de cor verde a parte dos serviços que são prestados pelos proĄssionais. A
primeira tabela dessa cor é a que correlaciona o trabalhador com o serviço e foi denominada
por worker-service. Nela contém as seguintes informações:
• id: número de identiĄcação;
• worker-id: número de identiĄcação do trabalhador;
• service-id: número de identiĄcação do serviço.
Seguindo com as tabelas de serviços prestados, tem-se a tabela dos serviços especíĄcos
com as seguintes informações:
• id: número de identiĄcação;
• service-id: número de identiĄcação do serviço;
• name: nome especíĄco;
• created-at: data de criação;
• updated-at: data da última atualização.
Por Ąm, tem-se a tabela de serviço contendo as seguintes informações:
• id: número de identiĄcação.
• name: nome;
• image-url: imagem do serviço;
• created-at: data de criação;
• updated-at: data da última atualização.
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4.4 Funcionalidades do TypeORM
Está seção tem como intuito explicar melhor o funcionamento do TypeORM e como
foram aplicadas todas as funcionalidades no decorrer da construção do back-end.
4.4.1 Entidades
As entidades correspondem às tabelas do banco de dados no código em TypeScript,
sendo coleções de campos usados para mapear as tabelas do banco de dados. Nelas são
caracterizadas todas as variáveis junto com os seus tipos. Como exemplo, temos a entidade
do usuário disponível no arquivo user-entity.ts.
4.4.2 Migration
Migrations permitem a criação e a manipulação de bancos de dados, tendo como obje-
tivo fornecer uma série de recursos, como por exemplo, manter um histórico de alterações
que a base de dados vai tendo ao longo do tempo, sendo que com esses históricos é possível
reverter qualquer alteração feita e tornar melhor o gerenciamento das mudanças realizadas
ao banco de dados, de modo que funcione como um controle de versão.
No TypeORM, para se rodar uma migration é preciso antes ter a conĄguração citada
no arquivo orm-conĄg.json, semelhante a que se encontra do código fonte da aplicação
Severino:
Após essa conĄguração, para se criar uma migration utilizando o TypeORM basta
usar comando typeorm migration:create -n nome-migration. Após o término do comando,
é criado o arquivo onde se encontra a migration, a qual já pode ser editada, assim como
no código disponível no arquivo migration.ts:
Na função up, na qual ocorre as mudanças que serão realizadas ao executar a migration,
já na função down é ao contrário, ela desfaz as mudanças que a função up realizou. Para
se executar a migration é preciso usar o seguinte comando typeorm migration:run e para
reverter usa-se typeorm migration:revert.
4.4.3 Seeds
Seeds é o conceito utilizado para popular o banco de dados com valores falsos, a Ąm de
testar os front-ends antes de estarem com dados reais em produção. Para isso, foi utilizada
a ferramenta Faker, abordada no capítulo 3.3.11, para gerar dados aleatórios para preen-
cher as colunas das tabelas no banco de dados. No código disponível no arquivo seed.ts,
tem-se a seed utilizada para preencher a tabela dos trabalhadores.
4.5 Inicialização do banco de dados
Para subir a instancia do banco de dados durante a criação do back-end foi utilizado o
Docker Compose, citado no capítulo 3.3.7. Para isso, basta estar situado na pasta em que
o arquivo se encontra e usar o comando docker-compose up, o que faz com que o arquivo
docker-compose.yaml seja executado automaticamente construindo toda a infraestrutura
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de código disponível no service-router.ts mostra como foram mapeadas as rotas usadas
no exemplo.
Desse modo, quando a requisição vinda do front-end chega no back-end é feito o
repasse para o controlador responsável por aquele serviço. No exemplo abaixo, os métodos
executados pelo controlador de dados de services são create, update, delete, show e index,
sendo que primeiro tem-se o "CRUD"completo, o qual é responsável por criar, atualizar e
deletar os serviços. Além disso, o método show lista o serviço especíĄco, assim que passado
o seu identiĄcador e, por último, tem-se a função index, a qual lista todos os serviços
presentes no banco de dados. Os métodos citados estão apresentados no fragmento de
código disponível no arquivo service-controller.ts:
No segmento do código do controlador citado acima, é possível ver dois métodos do mo-
delo Service, os quais são chamados de index e show. Tais métodos utilizam as duas queries
representadas por serviceRepository.ĄndAndCount() e serviceRepository.ĄndOneOrFail(),
respectivamente.
Ademais, o TypeORM só consegue gerar essas queries, pois existe a deĄnição do
modelo dos dados da entidade Service na aplicação. Tal modelo segue exatamente o
mesmo padrão da tabela deĄnida no banco de dados e, assim, é possível que o TypeORM
consiga mapear os dados do banco em objetos manipuláveis, além de gerar tais queries. No





Devido a inclusão tecnológica vivenciada atualmente, em que milhares de brasileiros
tem acesso à internet e a algum dispositivo tecnológico, tais como computadores, tablets
ou smartphones, surgiu-se a ideia de criar um canal de comunicação entre pessoas que
precisão contratar algum proĄssional para realizar ou auxiliar em tarefas do dia a dia e
pessoas que prestam o serviço. Diante disso, deu-se início a criação da aplicação Severino,
a qual foi divida em duas partes, uma em que o usuário consiga contratar, com poucos
clicks, um proĄssional para realizar as suas pendências e outra onde um trabalhador que
estivesse interessado em trabalhar para a aplicação pudesse realizar o seu cadastro de
forma descomplicada, em que não necessite de inúmeras etapas de conĄrmações, o que
poderia tirar o interesse do usuário prestador de serviço.
Em suma, diante da sociedade atual, na qual o tempo disponível dos indivíduos se
torna cada vez menor, os métodos convencionais de procura por proĄssionais estão grada-
tivamente mais obsoletos, tais como pesquisar em agendas telefônicas, anúncios, panĆetos
ou por indicação. Assim, Ąca inviável procurar por trabalhadores nesses meios, já que
demandam um maior tempo, se comparado aos recursos digitais. Sendo assim, o Severino
foi criado, por meio de um software multiplataforma, com a intenção de agilizar a vida
das pessoas, em que qualquer indivíduo possa acessar uma tela contendo um aglomerado
de proĄssionais e uma diversidade de serviços a serem prestados, sendo que tudo isso com
a utilização de um visual inovador e simples aos olhos dos usuários.
5.1 DesaĄos encontrados
Durante o desenvolvimento do back-end muitas diĄculdades foram encontradas, desde
as consolidações das requisições para atender às regras de negócios da aplicação, até a
conexão com o banco de dados, sendo que o conhecimento obtido nas disciplinas de "Pro-
gramação Orientada a Objetos"e "Sistema de Banco de Dados"foram relevantes durante
a construção do código e modelagem do banco relacional.
A substituição do SQL pelas queries de alto nível do TypeORM foi outro grande desaĄo
durante a construção, pois utilizar o TypeORM traz benefícios, mas não é fácil de ser
aplicado. Além disso, é uma ferramenta confusa de entender, em que a sua documentação
não contempla uma boa explicação e possui poucos exemplos para se basear. Dado isso,
teve-se retrabalho nas construções de inúmeras queries, já que a cada vez que havia algum
problema ou impedimento com a querie, era preciso reestrutura-la.
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Ademais, aplicar a arquitetura MVC para criar um código de alta performance, por
meio da utilização de bibliotecas de diversos frameworks, em que fosse ao mesmo tempo
escalável e de fácil entendimento, foi outro desaĄo encontrado.
Contudo, experiências vivenciadas tanto nos estudos extra-curriculares, quanto na
realização do estágio facultativo e obrigatório, trouxeram uma bagagem de conteúdo e
insights que ajudaram no desenvolvimento da API REST.
5.2 Trabalhos Futuros
A presente monograĄa representa a versão inicial do back-end da aplicação Severino,
sendo que já pode ser exposta para os front-ends e receber, em larga escala, informações
dos usuários de todo o Brasil. Entretanto, para buscar a excelência e melhor interação
do software com o usuário, a API passará por novas versões com a adição de novas
features, a Ąm de levar a melhor experiência para os clientes empregadores e proĄssionais
da aplicação. Diante disso, as features estão listadas abaixo:
• Construção da requisição que será responsável pela contagem de acessos ao perĄl do
trabalhador, a Ąm de mostrar para o proĄssional que o seu perĄl está sendo notado
pelos clientes empregadores.
• Criar um serviço para salvar os erros que ocorrerem no banco de dados e nos serviços
da API, para que, assim, seja possível identiĄcar e corrigir os erros.
• Criar uma camada interna desacoplada do banco de dados que é responsável por
guardar informações de denúncias e sugestões de proĄssionais, com a Ąnalidade de
que o cliente empregador possa consultar rapidamente as informações relevantes dos
prestadores de serviços.
• Fazer com que o cadastro do proĄssional seja mais conĄável, a Ąm de que coloque
fotos de seus documentos pessoais para que a aplicação faça uma checagem do seu
perĄl social.
• Desenvolver um algoritmo de predição NLP destinado ao treinamento da base de
dados de avaliações, para que, assim, possa separar os comentários em categorias
como ruim, bom e ótimo. Diante disso, o cliente empregador poderá ter uma opinião
conĄável do trabalhador, além da aplicação estar ciente sobre os proĄssionais que
nela trabalham.
• Criar uma tática promocional para que os clientes empregadores e os prestadores
de serviço tenham maior adesão à aplicação.
• Estabelecer a aplicação Severino em algum servidor na nuvem.
• Criar contrato de não violação de dados voltado para o marketing, aĄm de atrair
empresas de ferramentas para fazer parcerias com a aplicação Severino, a Ąm de
divulgar e vender materiais para os usuários prestadores de serviço.
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